As a result of the spread of the world-wide web, interactive information servers are becoming more and more commonplace. Browsing through databases requires quick response times which are difficult to achieve when users interact directly with a server. Bandwidth restrictions and server overload are the two major problems when users are browsing information directly on a Web server. In addition, very often information on the web servers are not well-structured to fit certain complex queries.
Distributing Problem Solving
As a result of the spread of the world-wide web, interactive information servers are becoming more and more commonplace. Browsing through databases requires quick response times which are difficult to achieve when users interact directly with a server. Bandwidth restrictions and server overload are the two major problems when users are browsing information directly on a Web server. In addition, very often information on the web servers are not well-structured to fit certain complex queries.
Consider for example web pages of an airline company. They often provide access to their flight databases by requiring information about departure and destination airports. The result is a list of possible flight connections. A more difficult query where one plans a business roundtrip visiting several cities in an arbitrary order would be much more complicated and cumbersome using the standard interface. This is true in particular if one would like to minimise the hours of flight, costs, etc.
In oder to answer such queries a system must provide problem solving capabilities. Our general approach is the following: The answer of the query is considered to be a solution t o a constraint satisfaction problem (CSP). The formalisation as a CSP supports a natural decomposition of the task into two subtasks: generation of the CSP on the server, and solving the CSP on the client. The advantages of the approach are that 1. if there are many solutions to the problem, then the CSP can be regarded as a compact representation of the solution space. It represents it using a minimum amount of information that needs to be send to the client, and 2. finding the solutions requires only computing power of the client and thus avoids server overload. Furthermore, browsing through a large number of possible answers to a query is independent of the server and can be done locally.
The architecture supporting this methodology is shown in Fig. 1 . The client sends a request containing the user constraints to the server. The server will access databases in order to generate the corresponding CSP taking into consideration the constraints of the user. The CSP is packaged with search algorithms for finding the solutions to form an agent which is returned to the user. In this way the user can browse through the different solutions by interacting with the agent locally. We decompose the process into two parts:
0 the information server compiles all relevant information from the database and the user constraints (query) into the corresponding CSP. The CSP is a compact representation of all solutions that the problem can have given the initial restrictions of the user.
0 the server sends an agent consisting of the CSP and search algorithms to the client. This allows the user to browse through all the possible solutions. Since the agent executes on the client, response time can be very fast and the user can compare different alternatives without placing unnecessary load on the server. executed on the client significantly reduces server overload. After having generated the CSP there is no longer need of accessing the server, so the agent sent by the server is completely uvtonomovs. This architecture is shown in Fig. 1 .
In the next Section we introduce the Java Constraint Library (JCL) that supports our architecture described above.
Java Constraint Library
We implemented the Java Constraint Library (JCL) which allows us to package constraint satisfaction problems and their solvers in agents on the Internet. We will first give a brief introduction to constraint satisfaction techniques and then describe JCL. Finally we describe the JCL shell, a tool to solve CSPs on the Internet by means of a Java applet, and present a resource allocation problem to illustrate the usage of JCL. A solution of a CSP P is a compound label of size n such that all constraints are satisfied simultaneously.
Constraint Satisfaction Problems (CSPS)
A CSP is said to be satisfiable if a solution exists. Depending on the goals one wants to satisfy, one can either try to show that a CSP is satisfiable, i.e., show that a solution exists, find all solutions of a CSP, or find some optimal solutions, where optimality can be defined according to specified 
The Constraint Library
The library provides services for: 0 creating, managing and representing binary discrete CSPs 0 applying search and preprocessing algorithms to CSPs JCL can be used either in a J a~a enabled browiser (applet) or in a stand-alone Java application. In Fig. 2 [15] and adapted in JCL. Fig. 3 shows a hierarchy of the algorithms in JCL. The following two preprocessing algorithms are implemented in JCL: Arcconsistency (AC) and Path-consistency (PC) [5] .
The JCL Shell
The purpose of the shell is to provide a user-friendly interface to the library. The JCL shell can be executed as a stand-alone application or as an applet. The following aspects are taken into consideration:
0 CSP definition and generation from scratch, e algorithm application and 5 shows how constraints in between variables can be edited using mouse and menus. We can select a pair of variables and then mark the allowed combination of values defining the constraint. Another important window is the solving control window shown in Fig. 6 . It allows the user choose the algorithm, 
A simple graphical application
We describe an applet for solving Resource Allocation problems. It is a simple application to demonstrate the flexibility and adaptability of the JCL for programming applications using CSP mechanisms on the Web. Resource Allocation (RA) problems can be defined as follows (see [l] ): " G i~e n a set of tasks with fixed endpoints, and given, f o r each task, a set of resources that can carry out the task, assign one resource to each of the tasks such that no resource is assigned to two dzfferent tasks at the same time". The RA problem can be modeled as a discrete binary CSP where the variables are the tasks, the values are the resources and there are constraints of mutual exclusion between two variables if the corresponding tasks intersect in time. Consider the interval representation of the small example in Fig. 7 When a resource is assigned to a task then the task is coloured with the colour of the resource. The applet allow the user to generate random Resource Allocation problems, select a search algorithm, and solve the CSP. A step-by-step mode allows a user to trace the execution of the algorithms. In Fig. 8 we show the appearance of this applet.
Applications

Air Travel Planning (ATP) system
From time to time, we are all faced with the problem of arranging business trips. Typically, we have to meet with a set of people in different cities, each of which has certain days where they are available for a meeting. Transportation schedules impose additional constraints. In the current state of affairs, schedule information can only be obtained by queries to travel agents or WWW servers for particular routes, dates and times. Thus, finding the optimal plan would require separate queries for every part of every alternative itinerary. Since each query implies response times on the order of 1 minute, this makes travel planning very tedious. A better solution is to use a client server architecture distributing problem solving on the Web.
The prototypical business Air Travel Planning (ATP) system is designed to facilitate arranging these kinds of business trips using JCL. An air travel plan is a sequence of flights connecting different cities a user plans to visit. Given such a set of cities together with possible time slots to visit each city, the system generates a set of plans. This plan consists of the meeting together with all possible flight connections from which the user can easily select the most preferred one.
The input data for ATP system is a set of meetings, where every meeting is described by the place and the possible time-slots for the different days the meeting could take place (see Table 1 and Fig. 9 ). We formulate the problem of finding a travel plan as a binary CSP. For each meeting Mi there exists a variable and the domain are the flights in between cities where the meetings could take place. The constraints require that flights are available such that the person can attend all the meetings. They can roughly be formulated as follows: a flight action from meeting j to meeting i can be accepted if meeting j finishes before the departure time and the plane arrives before meeting i starts. A solution of the CSP corresponding to the business travel problem can be seen as a sequence of flights in between the cities of the meetings. For each meeting, one of the possible days must be assigned and it must be guaranteed that then exists at least one flight connection between consecutive meetings. Consider as example the travel data from Table 1 .
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In the following we present a new methodology for solving the business travel problem on the Web using JCL. The main idea is to generate the CSP corresponding the business travel problem on the server and solve the problem locally on the client (see Fig. 1 ). The input required from the traveler includes all possible meeting slots. The input is sent to the server in order to build the corresponding CSP, taking flight databases and the user input into account. Then the CSP is packaged together with search algorithms from JCL into an autonomous agent. The CSP can then be solved on the client without having to access the server. This allows the user to browse autonomously through the different solutions. When the user selects a travel plan (a solution) then the actual flights can be presented in the form of a list such that the user can easily select the most preferred one. The example below describes some possible partial solution of the problem shown in Table 1 The corresponding flights to this partial solution are shown in Table 2 . In order to access flight data for building the CSP, we created a MiniSQL' database. We use a Java class library called MsqlJava2 which allows applications or applets to access and manipulate MiniSQL databases. On the server the MiniSQL is running in background. This makes it possible for the applet on the client to access the flight database to build the corresponding CSP. nected, the customer requirements for a specific configuration find the sets of components fulfilling the user-requirements and respecting all the compatibility constraints.
The configuration task can be formalised as a general constraint satisfaction problem (CSP). Two approaches for solving configuration problems represented as CSPs exist:
Standard approach: Using this technique one needs to solve the CSP corresponding to the configuration problem from scratch. That is the customer inputs the requirements and then the constraint solver tries to find the solutions. There are three major problems with this approach. The first is that user requirements may lead to an overconstrained CSP and thus no product can be configured. The second is that there are too many possible products satisfying the requirements and the customer is overloaded with information. The third and most serious problem is that often a user has only a vague idea about the product and cannot really express the input requirements.
Case-based approach:
This approach allows the CUStomer to select a configuration from a set of configurations sold to earlier (possibly fictitious) customers. Then the selected configuration can interactively be modified until a product satisfying all the requirements is found. The case-based method is especially well-suited when there are only a few "standard" products which could be represented in a catalog and when constraint based adaptation methods to modify these standard products are available. This approach avoids all the problems mentioned above.
In both cases, the JCL allows executing the computationally expensive parts of the problem on the customer side. Fig. 10 shows the resulting architecture for the case-based approach. 
Conclusions
As a result of the spread of the world-wide web, interactive information servers are becoming more and more important. Browsing through databases requires quick response times which are difficult t o achieve when users interact directly with a server. We have shown a methodology when agent techniques underlying Java can separate browsing from database access. The key element of this approach is to represent solution spaces of a problem as a CSP. This CSP will be bundled with search engines from JCL that allow the problem to be solved locally on the client without requiring computation resources from the server.
