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Ada Language and Methodology. By David A. Watt, Brian A. Wichmann, and 
William Findlay. Prentice-Hall, Englewood Cliffs, NJ, 1987, Price X16.95, ISBN 
13 004078 9. 
The aim of the book is to introduce the Ada programming language and sound 
principles for constructing Ada programs to programmers with some programming 
experience but no prior Ada knowledge. 
It covers all language constructs of Ada and includes discussions of their proper 
use. Moreover, it offers methodological guidelines for constructing Ada programs 
based on the principles of stepwise refinement for programming in the sma!l and 
those of structured analysis and structured design (by Yourdon and Constantine) 
for programming in the large. 
Ada is a large and complex language, but the book does a fine job of presenting 
the concepts of the language in a logical order (not that of the Ada language 
reference manual). Especially, it strikes a good balance between formality and 
informality in the introduction of new constructs; for example, simplified syntax 
diagrams, rather than the complete and potentially confusing syntax, are used when 
introducing a new language construct. 
The examples and exercises included further adds to the educational value of the 
book. 
It has some errors in its explanations of certain parts of Ada, but they do not 
disturb the overall impression that the book thoroughly treats all important Ada 
concepts. 
The book seems to be a suitable tool for a programmer that wants to learn Ada 
and see it in the context of principles for program development. 
Jan STORBANK~EDERSEN 
Dansk Datamatik Center 
Denmark 
VDM ‘87: VDM-A Formal Method at Work. By D. Bjorner, C. B. Jones, M. Mac 
an Airchinnigh and E. J. Neuhold, Editors. Lecture Notes in Computer Science 
252, Springer, Berlin, 1987,422 pages, Price DM55, ISBN 3-540-17654-3, ISBN 
O-387-17654-3. 
The Vienna Development Method (VDM) is a formal method for the specification 
and development of computer systems. This volume is the proceedings of the 
VDM-Europe Symposium held 23-26 March 1987 in Brussels, Belgium. Its 22 papers 
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cover a wide range of topics related to VDM and its specification language Meta-IV, 
the topics include reports of experience in using VDM, development methods, 
specification, development environments, foundations and tutorials. As expected 
with a conference proceedings there is also a wide range in the quality and detail 
contained in the papers. Before giving a detailed review, the reader should note 
that the reviewer, while familiar with VDM, is not a practitioner of VDM. Rather 
he is icvolved with research on specification using the closely related specification 
language Z; some bias may show through. 
The proceedings begins with an interesting foreword giving an introduction to 
and detailed history of VDM. This is followed by a delightful paper by Lucas on 
the origins, hopes and achievements of VDM which puts the important contributions 
of VDM into perspective. 
VDM has been extensively used for the specification and development of program- 
ming languages. This is reflected in the proceedings; five papers deal mainly with 
the application of VDM to programming languages: Ada, UNCOL, CHILL, SDL, 
CSP and Meta-IV. Of these I would like to single out the paper by Blikle, “Denota- 
tional engineering or from denotations to syntax”. Although one has to wade through 
a rather extensive introduction to algebraic specification, once one gets into the 
paper there are some gems. The main thesis, that the semantics of a language should 
be designed first and then an appropriate syntax designed to suit, is argued convinc- 
ingly. One interesting consequence is that the specification of the syntax can include 
an ambiguous grammar (i.e., multiple parse trees), provided all the parses have the 
same meaning; the implementor can choose any single one of the possible parses 
and be correct. This is an interesting example of nondeterministic specification. 
While acknowledging that VDM is good at what it does, many of the papers point 
to limitations of VDM. The major limitations are the lack of facilities for specifying 
concurrent systems and modularisation; these are both areas of current research. A 
number of the papers (e.g., Storbank Pedersen, Prehn) indicate that they have 
approaches that extend VDM to overcome these limitations but the details of these 
extensions are not presented in the proceedings. Other suggested extensions include 
non-computable domains such as reals, infinite sets and mappings (Prehn), and 
binary relations as a generalisation of mappings (Mac an Airchinnigh). 
Some papers (Hass, Prehn) suggest hat work to tie down the semantips of Meta-IV 
is required and point out some problems, such as the ambiguity in set expressions. 
For example, in 
Both i and Zoc could either be local to the set expression or they could be referring 
to variables global to the set expression. In the first case i ranges over the whole 
of Nl, while in the second case i is a single (globally defined) value that is being 
tested for membership of Nl. This problem can be resolved by the use of notation 
which clearly distinguishes between binding occurrences of variables and their use 
in membership tests. 
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The proceedings also reports on work on foundations for VDM. Monahan provides 
a thorough treatment of a type model for VDM and Cliff Jones provides ajusti~cation 
of the proof obligations of VDM for development steps. This includes an overview 
of material in 1.13 plus a detailed justifi~tion of the proof rules of a simple 
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phases of a project. K.D. Jones reports on the use of VDM to specify the Manchester 
Data Flow Machine. Minkowitz and Henderson give a formal description of object- 
oriented programming using VDM. I found the specifications given (as is the case 
with many formal specifications in the literature) rather more constructive than 
necessary; this may facilitate the eventual implementation but it also detracts from 
ease of understanding. 
Overall the volume reports state of the art work on VDM or using VDM. As such 
it will be of interest more to those with an already developed interest in formal 
methods such as VDM. Those with little knowledge of formal methods would be 
best advised to consult [l] in preference to this volume. 
Ian. J. HAYES 
Department of Computer Science 
University of Queensland 
St. Lucia 4067, Australia 
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Object-Oriented Concurrent Programming. By Akinori Yonezawa and Mario Tokoro, 
Editors. Computer Systems Series, MIT Press, Cambridge, MA, 1987, Price 
x22.50. 
There has been an increasing interest in what is called object-oriented programming 
in recent years. This interest has been accompanied by a diversity in opinion: few 
people can agree what is meant by an ‘object’, or whether a particular programming 
ianguage or programming style is truly ‘object-oriented’. Indeed, at a recent work- 
shop, it appeared that there were more opinions expressed about what an object 
was than there were people in the room at the time. In spite of this, some general 
principles can be divined. At least some computation is expressed in terms of objects 
sending messages from one to another. Objects encapsulate some ‘state’ or a ‘data 
structure’, together with the only available mechanisms for changing (or enquiring 
about) that state. In order to discover or modify the state of some object, a suitable 
message must be sent to that object (the receiver). The action (or method) performed 
by the receiver on receipt of a message is entirely its own concern; other objects 
need not know or care how an object chooses to implement a particular function. 
The ‘classic’ object-oriented languages use a notion of objects being instances of 
classes. All instances of a class have the same functionality, while each instance has 
separate state. This allows ‘code’ to be shared between many objects, with obvious 
advantages. Many such languages take this notion further, where an instance inherits 
