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Povzetek
Pricˇujocˇe delo opisuje industrijsko proizvodno linijo, namenjeno izdelavi alter-
natorjev za uporabo v avtomobilski industriji, ter delovno mesto, ki je del te linije
in na katerem se izvaja ena izmed operacij proizvodnje alternatorja. Najprej je
v poglavju 2 opisan koncept proizvodne linije v obliki cˇrke U. Uporaba tega tipa
linije je obrazlozˇena v kontekstu proizvodnje alternatorjev. Sledi teoreticˇna ute-
meljitev izbire tega tipa linije. Na podlagi njene analize so predstavljena dejstva,
ki veljajo za dano razporeditev strojev in so v nadaljevanju dokazana s simula-
cijo modela linije. Nazadnje so predstavljeni rezultati simulacije. V poglavju 3
je predstavljeno delovno mesto, ki je del proizvodne linije alternatorjev. Tu je
najprej opisana zgradba naprave s pripadajocˇimi komponentami, v nadaljevanju
so opisane mehanske lastnosti naprave in nazadnje so predstavljeni sˇe gradniki,
ki predstavljajo program, ter postopki programiranja, ki so bili tu uporabljeni.
V poglavju 4 je opisan standard IEC 61131-3. Predstavljena je po standardu
dolocˇena struktura programa s pripadajocˇimi podatkovnimi tipi, programskimi
jeziki, funkcijami in standardnimi programerskimi praksami. Delo torej obrav-
nava celostni koncept proizvodne linije v obliki cˇrke U, izvedbo in delovanje stroja,
ki je del te proizvodne linije in predstavlja eno izmed operacij, ki so namenjene
proizvodnji alternatorjev v avtomobilski industriji.
Kljucˇne besede: IEC 61131-3, PLK programiranje, U-celica.
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2 Povzetek
Abstract
The thesis describes an industrial production line intended for the manufac-
ture of alternators for use in the automotive industry, as well as a workplace
that is part of this line and where one of the alternator production operations
is carried out. First of all, chapter 2 describes the concept of the U-shaped pro-
duction line. The use of this line type is explained in the context of alternators
production. The theoretical justification for choosing this type of line follows.
On the basis of its analysis, the facts that apply to the given arrangement of
machines are presented and are further proved by the simulation of the line mo-
del. Finally, the simulation results are presented. Chapter 3 presents the working
station, which is part of the production line that is intended to be used in pro-
duction of alternators for automotive industry. Here, the structure of the device
with the associated components is described first, the mechanical properties of
the device are described below, and finally, the blocks representing the program
and the programming procedures that were used here are presented. The IEC
61131-3 standard is described in the chapter 4. The structure of the program
with the corresponding data types, programming languages, functions and stan-
dard programming practices is presented according to the standard. The work
therefore deals with the overall concept of the U-shaped production line, and the
implementation and operation of the machine that is part of this production line.
Key words: IEC 61131-3, PLC programming, U-line.
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1 Uvod
Tezˇnja po izboljˇsavi oziroma optimizaciji proizvodnje je glavni razlog za povezova-
nje naprav, strojev in proizvodnih linij v povezane celote. Velik pritisk trga zaradi
konkurencˇnosti med podjetji nas na globalni ravni sili v optimizacijo proizvodnje.
Tendenca po krajˇsanju cˇasa proizvodnje izdelka, po sledljivosti izdelkov in cˇim
vecˇji kakovosti je vsekakor posledica ekonomskih razlogov, zaradi katerih se pro-
izvodnja spreminja in tudi drazˇi. Hierarhicˇne sisteme zamenjujejo distribuirani,
vse bolj narasˇcˇa uporaba brezzˇicˇne komunikacije, gradi se na modularni sestavi
proizvodnih linij itd. Vse te spremembe je treba omejiti v smislu standardiza-
cije. Programska oprema strojev, proizvodnih linij in celotnih tovarn predstavlja
srce proizvodnje. Programi so vse kompleksnejˇsi in z njimi narasˇcˇa tudi komple-
ksnost programskih orodij. Mednarodna standardizacija prinasˇa prednosti tako
proizvajalcem industrijske opreme kot tudi uporabnikom. Proizvajalci izdelu-
jejo naprave s standardnimi vmesniki in uporabniku ponujajo standardna orodja
za konfiguracijo in programiranje teh naprav. Po drugi strani pa uporabniki te
naprave in orodja uporabljajo ter se pri nacˇrtovanju programske opreme drzˇijo
dolocˇenih pravil. Ta pravila omogocˇajo, da je programska oprema neodvisna
od strojne opreme. Standardizacija je vezni cˇlen med proizvajalci in uporab-
niki, prednosti uporabe standardov pa se kazˇejo pri obojih. S pravilno uporabo
standardiziranih postopkov, modelov in struktur programiranja lahko dosezˇemo
nizˇjo ceno programske opreme ter dejavnosti, ki so z njo povezane. Visoko ceno
prinasˇa predvsem usposabljanje kadra, vzdrzˇevanje in dodajanje novih funkcij
ali izboljˇsevanje starih ter nazadnje izpolnjevanje zahtev kupca in zakonov.
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V delu je najprej v poglavju 2 predstavljen koncept proizvodne linije v
obliki cˇrke U. Opisana je realna proizvodna linija, ki je bila izdelana za proizvo-
dnjo alternatorjev v avtomobilski industriji. V nadaljevanju je proizvodna linija
v obliki cˇrke U analizirana in teoreticˇno podprta, tu so prikazane slabosti in pred-
nosti uporabe tega tipa linije. Vse teoreticˇne postavke so nato tudi preverjene
na zgrajenem simulacijskem modelu. Nazadnje so v tem poglavju predstavljeni
rezultati simulacije. V poglavju 3 je predstavljena zgradba naprave, ki je del pro-
izvodne linije. Opisana je ena izmed operacij izdelave alternatorja, tj. vtiskanje
tulke, predstavljene so komponente, ki napravo sestavljajo, ter njihova konfigu-
racija. V nadaljevanju so opisane mehanske lastnosti naprave ter programska
oprema in postopki programiranja, ki so bili na napravi uporabljeni. Zadnje
poglavje 4 podrobneje obravnava standard IEC 61131-3. Opisane so prednosti
njegove uporabe, predstavljena je struktura programa po standardu, podatkovni
tipi, gradniki programa, podprti programski jeziki in programerske prakse, ki jih
standard dolocˇa.
2 Proizvodna linija alternatorjev
Prednosti izbranega tipa linije za proizvodnjo alternatojev prinasˇajo v industriji
dobro poznane izboljˇsave v smislu izboljˇsane produktivnosti in kvalitete koncˇnega
izdelka. V tem poglavju se osredotocˇam na U-celico1, ki je namenjena proizvodnji
alternatorjev. V poglavju 2.1 poskusˇam predstaviti koncept uporabe proizvodne
linije v obliki cˇrke U, v podpoglavju 2.1.1 predstavim proizvodno linijo alterna-
torjev in v poglavju 2.2 analiziram prednosti in slabosti uporabe proizvodne linije
v obliki cˇrke U, kjer je najprej prikazana razlika med dvema postavitvama delav-
cev ob predpostavki, da so cˇasi manipulacij konstantni, nato dolocˇim optimalno
postavitev in rezultate preizkusim na modelu linije, ki je opisan v poglavju 2.3.
2.1 Opis linije
Delovno mesto, ki je v nadaljevanju te naloge opisano, je del prozvodne linije
alternatorjev. U-celica je zgrajena tako, da je delavec lociran na notranji strani,
torej v U-celici, na zunanji strani pa se dopolnjuje zalogo sestavnih delov za samo
proizvodnjo. Proizvodne linije v obliki cˇrke U so posebni tipi celicˇne proizvodnje,
uporabljeni v pravocˇasni (ang. Just-In-Time) in vitki proizvodnji. Pravocˇasna
proizvodnja je koncept, kjer se produkt proizvaja glede na povprasˇevanje kupca,
ne glede na projektiran nacˇrt izdelave produktov. Je del vitke proizvodnje, ki te-
melji na izboljˇsanju v smislu zmanjˇsevanja napak in izgub, povecˇanja produktiv-
nosti z zmanjˇsevanjem strosˇkov in hkratnem zadovoljevanju zahtev kupca. Stremi
1U-celica je proizvodna linija v obliki cˇrke U.
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k stalnemu izboljˇsevanju in optimizaciji procesa proizvodnje [1].
Sestavni deli vitke proizvodnje:
• organiziranost, varnost in urejenost delovnega mesta,
• pravocˇasna proizvodnja po narocˇilu kupca,
• posamezni oddelki so pooblasˇcˇeni za sprejemanje odlocˇitev,
• obvesˇcˇanje zaposlenih o rezultatih in ciljih proizvodnje,
• opazovanje in ugotavljanje mozˇnosti izboljˇsanja,
• kakovost 6 sigma je proces evalvacije in prilagoditev v upravljanju proizvo-
dnje ter predstavlja sˇirsˇi pojem vitke proizvodnje.
U-celica dolocˇa razporeditev strojev v obliki cˇrke U, kjer so po vrstnem redu
operacij proizvodnje produkta razporejeni stroji, ki linijo sestavljajo. Operaterji,
delavci na liniji so stacionirani znotraj U-celice, medtem ko se na zunanji strani
dopolnjuje zalogo sestavnih delov na posameznem stroju. Delavec lahko dela na
vecˇ delovnih mestih, odvisno od hitrosti proizvodnje in takta posameznih strojev.
U-celica je modularne izvedbe, kar pomeni, da so posamezni stroji znotraj linije
lahko prestavljeni, zamenjani ali odstranjeni, s postavitvijo pa je minimizirana
prepotovana pot izdelka in operaterja. Glede na zgradbo in postavitev so U-celice
lahko preproste ali kompleksne. Slika 2.1 prikazuje razlicˇne tipe U-celic. Celice so
lahko postavljene znotraj vecˇje U-celice in nadalje gnezdene, lahko pa je celotna
linija zakljucˇena v eni preprosti celici. Delovanje posameznega stroja je locˇeno od
dela operaterja tako, da stroji delujejo samostojno in neodvisno od delavca. Ope-
rater se tako lahko posluzˇuje vecˇ strojev in mora biti tudi usposobljen za izvajanje
vecˇjega sˇtevila operacij. Premika se po delovnih mestih znotraj U-celice in dela
stoje. V cˇlanku [1] je preucˇenih 114 ameriˇskih in japonskih proizvodnih linij tega
tipa. V povprecˇju je na U-celici 10, 2 strojev in 3, 4 operaterjev. Produktivnost
se po pricˇevanju sˇtudije [1] v povprecˇju izboljˇsa za 76% glede na produktivnost
standardnih linearnih linij. Kot zˇe omenjeno, morajo biti operaterji vesˇcˇi upra-
vljanja vecˇ strojev na liniji, vendar se cˇas za njihovo uvajanje kmalu izplacˇa.
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lih sedem strojev, pa se sestav vpne v paleto, ki potuje po transportnem traku.
Delovna mesta z vecˇjim sˇtevilom sestavnih delov, ki so uporabljeni pri dani ope-
raciji montazˇe, so opremljena s sistemom Pick-to-Light2. Ta sistem pripomore k
zmanjˇsanju napak delavca, saj mu z lucˇkami in preprostim prikazovalnikom sˇtevil
nazorno pokazˇe sˇtevilo posameznega sestavnega dela, ki je potreben v danem tre-
nutku operacije. Sistem deluje tako, da preverja, ali je operater iz zalogovnika
vzel dolocˇen sestavni del. Povezan je na krmilnik, ki med sekvenco prozˇi signale
za prikaz na sistemu Pick-to-Light. Cˇe potreben kos ni vzet iz zalogovnika ali
je napacˇno izbran, predpostavljamo, da je priˇslo do napake pri montazˇi in kos
oznacˇimo za slab. Na delovnem mestu, ki sem ga programiral, ta sistem ni upo-
rabljen, zato se vanj ne bom vecˇ poglabljal.
Zahteve za izdelavo montazˇne linije dolocˇajo takt, ki naj ne bi presegal
petdeset sekund. Pod ta pogoj spadata cˇas same operacije na delovnem mestu in
cˇas transporta ali manipulacije palete med delovnimi mesti. Dimenzije modulov
na liniji so poenotene in zasnovane z uposˇtevanjem ergonomskih zahtev za stojecˇe
delovno mesto. Eno delovno mesto montazˇne linije ni del montazˇnega procesa,
ampak je namenjeno popravilu slabih kosov. Na tem delovnem mestu se ponovi
operacije, ki so bile napacˇno izvrsˇene. Slabe kose se na reparaturi3 razdre in
popravi napake, cˇe je to mogocˇe. V nasprotnem primeru se tak proizvod zavrzˇe.
Slika 2.2 prikazuje tlorisno postavitev alternatorske linije. V kvadratnih okvi-
rih so prikazana delovna mesta od DM10 do DM140, delovno mesto DM150 je
reparatura. Na liniji naj bi delalo od pet do sedem delavcev, odvisno od proizvo-
dnih potreb in zmozˇnosti operaterjev. Operaterji so oznacˇeni s sˇtevilkami v krogih
in njihovi premiki med razlicˇnimi delovnimi mesti. Operaterji od sˇtevilke ena do
pet delujejo na notranji strani linije in so torej direktno vkljucˇeni v montazˇni
proces, medtem ko sta delavca sˇest in sedem locirana na zunanji strani montazˇne
linije in po potrebi uporabljata reparaturo ter zalagata montazˇno linijo s sestav-
2Pick-to-Light je sistem, ki delavcu pomaga pri izbiri sestavnih delov, ki jih potrebuje pri
operaciji s prizˇiganjem lucˇk in preverjanjem, ali je bil sestavni del vzet iz zabojcˇka.
3Izraz se nanasˇa na delovno mesto, namenjeno popravilu slabih izdelkov.
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spremembam v povprasˇevanju po izdelku sledi s cˇasom delovanja linije. Nekatere
izmed drugih prednosti, ki jih prinasˇa U-celica v primerjavi s tradicionalno linijo,
so manjˇsa poraba prostora, manjˇse zaloge sestavnih delov in izdelkov, preprostejˇse
upravljanje z materijalom, lazˇje planiranje in vodenje proizvodnje ter prilozˇnosti
za timsko delo in skupno resˇevanje problemov ter nadzor nad kvaliteto izdelkov.
Kljub modularni izvedbi U-celice ni predvideno prestavljanje posameznih
delovnih mest ob spremembi kolicˇine narocˇila ali produkta, ampak se narocˇilom
sledi s postavitvijo delavcev. Ko delavec pride do delovnega mesta, odstrani
koncˇani kos iz naprave in v napravo vstavi nov kos z vsemi potrebnimi sestavnimi
deli. Cˇas, ki ga delavec porabi za vstavljanje kosa in sestavnih delov, je cˇas
manipulacije delavca ter je razlicˇen med delovnimi mesti. Ko delavec pozˇene
napravo, ta izvede operacijo v taktu naprave5. Nato se pomakne do naslednjega
delovnega mesta. Pomikanje med napravami, ki jih delavec upravlja, predstavlja
pot delavca, za katero porabi nek cˇas, tj. cˇas hoje delavca. Pri dodeljevanju
naprav delavcu moramo paziti, da se poti delavcev ne krizˇajo, saj bi to lahko
predstavljalo vecˇje zakasnitve pri hoji in celo povzrocˇalo zmedo.
Cilj pravilnega razporejanja delavcev je minimizacija sˇtevila delavcev na
liniji in maksimizacija dela, ki ga delavci na liniji opravijo.
2.2.1 Teoreticˇna utemeljitev problema
Vsaka naprava v enem ciklu izvrsˇi tocˇno eno operacijo. Ena izmed prednosti U-
celice je tudi ta, da jo lahko upravlja samo en delavec, izucˇen na vseh napravah,
cˇe lahko dosega normo, ki jo dolocˇa povprasˇevanje oz. narocˇilo izdelka.
Multifunkcijski operater na U-celici upravlja z vecˇ napravami, na vsaki dela
enkrat v ciklu. Kadar operacija na obdelovancu v trenutku, ko operater pride do
naprave, sˇe ni dokoncˇana, mora operater pocˇakati, da se ta zakljucˇi. Obdelovanec
je nato vzet iz naprave, postavljen na drugo delovno mesto in v napravo je vsta-
vljen nov kos. Takt delavca je cˇasovni interval med zaporednima prihodoma na
5Takt naprave je cˇasovni interval med dvema uspesˇno koncˇanima operacijama na napravi.
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isto delovno mesto in je sestavljen iz cˇasa rocˇne manipulacije, cˇasa, ki ga porabi
za premikanje med delovnimi mesti, in cˇasa cˇakanja na napravi, cˇe operacija sˇe
ni koncˇana. Glede na to, da nov obdelovanec vstopi v proces montazˇe sˇele ta-
krat, ko koncˇan izdelek iz procesa izstopi, je cˇas izdelave koncˇnega izdelka vedno
konstanten.
2.2.1.1 Primer z enim delavcem na liniji
V primeru majhnega narocˇila lahko stroje na liniji upravlja samo en delavec.
Predpostavimo, da ima delavec dovolj vhodnega materiala in mu ni treba polniti
zalog na posameznih delovnih mestih. Vhodni material proces montazˇe zacˇenja
na prvem delovnem mestu in se sekvencˇno nadaljuje po napravah v vrstnem
redu, kot so razporejene na liniji. Oznacˇimo naprave na liniji s K = {1, 2, ..., K}.
V primeru, da ob prihodu delavca na napravo ta sˇe ni koncˇala z operacijo na
obdelovancu, mora delavec na konec operacije sˇe pocˇakati. V nasprotnem pri-
meru delavec odstrani obdelovanec iz orodja in ga postavi na cˇakalno mesto ter
v napravo vstavi nov obdelovanec in se pomakne na naslednjo napravo, kjer se
postopek ponovi. Ob zacˇetku delovanja linije mora delavec na vsakem stroju
cˇakati na konec operacije, dokler ni na vsaki napravi prisoten obdelovanec. Pred-
postavljamo, da je trenutno na liniji isti tip izdelka in da je delavec izkusˇen, s
cˇimer dosezˇemo konstantne cˇase obdelovanja, manipulacije in hoje. Tabela 2.1
prikazuje oznacˇbe, ki so uporabljene pri izpeljavi enacˇb.
Oznaka Ime Definicija
K Mnozˇica naprav Mnozˇica naprav, kjer je K = {1, 2, ..., K}
k Indeks naprave Trenutna naprava, kjer je k ∈ K
n Cikel Trenutni cikel, kjer je n ∈ Z
ik Takt naprave Takt k-te naprave
sk Cˇas manipulacije Cˇas manipulacije na k-ti napravi
rk Cˇas hoje Cˇas hoje od predhodne naprave do k-te na-
prave
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Wk(n) Cˇas cˇakanja delavca Cˇas cˇakanja delavca na k-ti napravi v n-tem
ciklu
C(n) Cˇas cikla Cˇas n-tega cikla
yk Cˇas cˇakanja delavca Cˇas cˇakanja delavca na k-ti napravi
sj Cˇas manipulacije Cˇas manipulacije na j-ti napravi, kjer je j ∈
K
rj Cˇas hoje Cˇas hoje od predhodne naprave do j-te na-
prave
Wj(n) Cˇas cˇakanja delavca Cˇas cˇakanja delavca na j-ti napravi v n-tem
ciklu
yj Cˇas cˇakanja delavca Cˇas cˇakanja delavca na j-ti napravi
k∗ Indeks naprave Najmanjˇsi indeks naprave z najvecˇjo vredno-
stjo yk, k
∗ = min{k; yk = maxj∈Kyj}
ym Cˇas cˇakanja Maksimalni cˇas cˇakanja med napravami do
izbrane naprave ym(k) = maxj≤kyj, ym(0) =
0
yk∗ Cˇas cˇakanja delavca Cˇas cˇakanja delavca na k
∗-ti napravi
ik∗ Takt naprave Takt k
∗-te naprave
sk∗ Cˇas manipulacije Cˇas manipulacije na k
∗-ti napravi
I Mnozˇica delavcev Mnozˇica delavcev, kjer je I = {1, 2, ..., I}
C(Ki) Cikel delavca Cˇas cikla delavca, kjer je i ∈ I
R(Ki) Skupni cˇas hoje delavca Vsota cˇasov hoje delavca med napravami
S(Ki) Skupni cˇas manipulacije delavca Vsota vseh cˇasov manipulacije delavca na
vseh napravah
Y Vsota takta in manipulacije Najviˇsja vrednost vsote takta naprave in ma-
nipulacije med vsemi napravami, kjer je Y =
maxk∈K(ik + sk)
D Dnevne zahteve Kolicˇina narocˇila proizvedenih izdelkov na
dnevni ravni
OT Cˇas delovanja linije Cˇas delovanja linije in produkcije izdelkov
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C∗1 Minimalni cikel linije Minimalni cikel linije
rjk Cˇas hoje Cˇas hoje med napravama r in j
xij Upravljanje naprave Spremenljivka, ki zavzame vrednost 1, cˇe de-
lavec upravlja napravo j in vrednost 0 v na-
sprotnem primeru, kjer je j ∈ K
xik Upravljanje naprave Spremenljivka, ki zavzame vrednost 1, cˇe de-
lavec upravlja napravo k in vrednost 0 v na-
sprotnem primeru, kjer je k ∈ K
JL(C) Sˇtevilo delavcev na liniji Minimalno sˇtevilo delavcev na liniji s poda-
nim ciklom linije C
Ssum Cˇas manipulacij Vsota vseh cˇasov manipulacij po napravah
Rmin Minimalni cˇas hoje Minimalni cˇas hoje med dvema napravama
C Cikel linije Zˇeleni cˇas cikla linije
Tabela 2.1: Uporabljene oznacˇbe
Zacˇetni pogoj dolocˇa enacˇba (2.1), kjer je cˇakalni cˇas delavca na napravi k v
prvem ciklu enak nicˇ in je cˇas prvega cikla vsota vseh cˇasov manipulacij in cˇasov
hoje med napravami.
Wk(1) = 0 in C(1) =
∑
k∈K
(sk + rk) (2.1)
V kolikor delavec ne cˇaka na nobeni napravi, je cˇas cikla enak vsoti cˇasa
manipulacij in cˇasa hoje med napravami po vseh napravah. V vsakem ciklu je
proizveden en produkt, torej je cˇas cikla lahko tudi vecˇji ali enak maksimumu
vsote cˇasov manipulacije in taktov naprav na liniji. Cˇas cikla je podan po enacˇbi
(2.2) in skupni cˇas cˇakanja delavca v enem ciklu po enacˇbi (2.3).
C(n) =


maxk∈K{ik + sk}; maxk∈K{ik + sk} ≥
∑
k∈K(sk + rk)
∑
k∈K(sk + rk); maxk∈K{ik + sk} ≤
∑
k∈K(sk + rk)
(2.2)
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Wk(n) = C(n)−
∑
k∈K
(sk + rk) = maxk∈K [yk] (2.3)
Kjer je cˇas cˇakanja na napravi k podan z enacˇbo (2.4).
yk = ik + sk −
∑
j∈K
(sj + rj) (2.4)
Enacˇba (2.5) prikazuje cˇas med odhodom od naprave, ko ta zacˇne obdelovati
kos v danem ciklu, pa do cˇasa, ko delavec prispe do naprave v naslednjem ciklu.
Ta cˇas je torej enak sesˇtevku vsote cˇakanja v ciklu (n−1) po napravah, ki sledijo
trenutni napravi, vsote cˇakanja na napravah ki so predhodne trenutni napravi
v ciklu n, vsoti manipulacij na vseh napravah, razen na trenutni, in vsoti vseh
cˇasov hoje med napravami.
rk +
∑
j>k(Wj(n− 1) + sj + rj) +
∑
j<k(Wj(n) + sj + rj)
=
∑
j>k Wj(n− 1) +
∑
j<k Wj(n) +
∑
j 6=k sj +
∑
k∈K rj
(2.5)
Ker je cˇas cˇakanja na napravi k cˇasovna razlika med taktom naprave in cˇasom
delavcˇevega obhoda, ki je podan po enacˇbi (2.5), drzˇi, da je za n ≥ 2 in k ∈ K
cˇas cˇakanja delavca na k-ti napravi v ciklu n enak rezultatu razlike cˇasa cˇakanja
delavca na napravi v enem ciklu (yk), cˇasa cˇakanja delavca v predhodnem ciklu
na napravah, ki sledijo trenutni, in odsˇtetemu cˇasu cˇakanja delavca v trenutnem
ciklu na napravah, ki so predhodne trenutni.
Wk(n) =
[
yk −
∑
j>k
Wj(n− 1)−
∑
j<k
Wj(n)
]
(2.6)
Cˇas n-tega cikla je nato podan po enacˇbi (2.7).
C(n) =
∑
k∈K
(Wk(n) + sk + rk) (2.7)
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Definirajmo k∗ kot najmanjˇsi indeks naprav z najvecˇjo vrednostjo yk, tj.
k∗ = min{k; yk = maxj∈Kyj} in ym kot maksimalni cˇas cˇakanja med napravami
do izbrane naprave, ym(k) = maxj≤kyj, ym(0) = 0, potem lahko pri predpo-
stavkah yk∗ > 0, n ≥ 2 in k ≤ k
∗ po enacˇbi (2.8) dolocˇimo cˇas cˇakanja na napravi
k v ciklu n. Za naprave, pri katerih velja k > k∗ in n ≥ 2, je cˇas cˇakanja enak
nicˇ Wk(n) = 0. Cˇas cikla je nato podan po enacˇbi (2.9).
Wk(n) =


(n− 1)(ym(k) − ym(k−1)) ; ym(k−1) >
n−2
n−1
yk∗
(n− 1)ym(k) − (n− 2)yk∗ ; ym(k) >
n−2
n−1
yk∗ ≥ ym(k−1)
0 ; n−2
n−1
yk∗ ≥ ym(k)
(2.8)
C(n) = max{ik∗ + sk∗ ,
∑
k∈K
(sk + rk)}; n ≥ 2 (2.9)
Kadar je yk∗ ≤ 0, delavec ne cˇaka na nobeni napravi. Cˇas cikla je v tem
primeru
∑
k∈K(sk + rk). Cˇe ne zadovoljujemo narocˇila, moramo povecˇati sˇtevilo
delavcev na liniji. V nasprotnem primeru, torej kadar je yk∗ > 0, delavec cˇaka
samo na napravi k∗. Cˇas cikla po ciklu, podanem z enacˇbo (2.10) je enak ik∗+sk∗ .
V primeru, ko proizvodnja ne zadovoljuje kolicˇine narocˇila, je treba zamenjati ali
izboljˇsati napravo, ki predstavlja ozko grlo proizvodnje, ali skrajˇsati takte naprav.
Wk∗(n) = yk∗ , Wk(n) = 0 za k 6= k
∗ za n ≥
2yk∗ − ym(k∗−1)
yk∗ − ym(k∗−1)
(2.10)
Predhodno predstavljena dejstva aplicirajmo na U-celico, ki je pred-
met te naloge. Predpostavljeni parametri linije so prikazani v tabeli 2.2.
Z uporabo danih podatkov linije lahko izracˇunamo yk∗ , ki je v tem primeru
enak −126. Kadar je yk∗ ≤ 0, delavec ne cˇaka na nobeni napravi. Celoten cˇas
cikla je v tem primeru enak C =
∑
k∈K(sk + rk) = 152. Jasno je, da je na liniji
potrebno uporabiti vecˇ delavcev. Poglejmo primer, ko delavec upravlja samo prve
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Parameter Vrednost Opis
K 14 Sˇtevilo naprav na liniji
rk 5 Cˇas hoje (konstanta)
ik 20,22,15,10,10, 5,17,10,20, 5, 5,8, 22,5 Cikli naprav
sk 3, 4, 8, 15,15,13,5, 10, 0,15,20,15,0, 15 Cˇasi manipulacij
Tabela 2.2: Parametri U-celice
tri stroje s cikli i1, i2, i3 = 20, 22, 15 in cˇasi manipulacije s1, s2, s3 = 3, 4, 8. V tem
primeru je yk∗ = 8; yk∗ > 0, kar pomeni, da delavec cˇaka na napravi k
∗ = 2. Po
enacˇbi (2.8) dobimo rezultate za cˇase cˇakanja delavca na napravi k∗ = 3 po ciklih
od drugega cikla dalje, in sicer Wk(2) = 4, Wk(3) = 8, Wk(4) = 8. Enacˇba
(2.10) dolocˇa cikel, pri katerem se cˇas cˇakanja ustali. V nasˇem primeru se ustali
v tretjem ciklu, kar je razvidno tudi iz izracˇuna Wk(n).
2.2.1.2 Primer z vecˇ delavci na liniji
Kadar na liniji dela vecˇ delavcev, se pojavi vprasˇanje razporeditve delavcev I po
napravah K, kjer velja I ≤ K. Ki (i ∈ I) predstavlja mnozˇico naprav, ki jih
delavec upravlja. Avtor v cˇlanku [3] definira splosˇni cˇas cikla linije z vecˇ delavci
C(K1, K2, ..., KI), definira cˇas cikla delavca C(Ki) in vsoto cˇasov hoje delavca
R(Ki) v enem ciklu. V enacˇbi (2.11) je Y definiran kot najviˇsja vrednost vsote
takta naprave in manipulacije na njej med vsemi napravami, S(Ki) pa kot vsota
vseh cˇasov manipulacij delavca na vseh napravah. Dalje je iz definicije (2.9)
izpeljan cˇas cikla delavca, zapisan v enacˇbi (2.12).
Y = maxk∈K(ik + sk), S(Ki) =
∑
k∈Ki
sk; i ∈ I, Ki 6= ∅, S(∅) = 0 (2.11)
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C(Ki) =


maxk∈Ki(ik + sk); maxk∈Ki(ik + sk) ≥ S(Ki) +R(Ki)
S(Ki) +R(Ki); maxk∈Ki(ik + sk) ≤ S(Ki) +R(Ki)
(2.12)
V kolikor je med napravama, kjer delata razlicˇna delavca, cˇakalno mesto,
kamor se lahko odlozˇi kos, so lahko cikli vseh delavcev sinhronizirani. Kadarkoli
delavec z najvecˇjim ciklom koncˇa dani cikel, so drugi delavci z operacijami v
istem ciklu zˇe koncˇali, zato je splosˇni cikel linije, podan po enacˇbi (2.13), enak
maksimalnemu cˇasu cikla delavca.
maxi∈IC(Ki) =


Y ; Y ≥ maxi∈I(S(Ki) +R(Ki))
maxi∈I(S(Ki) +R(Ki)); Y ≤ maxi∈I(S(Ki) +R(Ki))
(2.13)
Cˇe oznacˇimo dnevne zahteve s cˇrko D, dnevni cˇas delovanja z OT in mi-
nimalni cikel linije C∗1 , potem moramo na liniji uporabiti toliko delavcev, da v
cˇasu obratovanja linije proizvedemo D kosov. Isˇcˇemo torej minimalno sˇtevilo de-
lavcev, ki bo zadostilo temu pogoju. V primeru, ko je Y ≥ S(K) + R(K), je
C∗1 = Y . V kolikor je
OT
C∗
1
≥ D, sledi, da je uporaba enega delavca na vseh napra-
vah optimalna, v nasprotnem primeru mora biti izboljˇsana naprava, ki predstavlja
ozko grlo linije. V kolikor velja Y < S(K) + R(K), velja C∗1 = S(K) + R(K).
V primeru, ko velja OT
C∗
1
≥ D, je uporaba enega delavca na liniji optimalna, v
nasprotnem primeru je treba uporabiti vecˇ delavcev.
Predpostavimo, da je cˇas hoje med napravami proporcionalen razdalji med
njimi, takti naprav so konstantni in manipulacije delavcev ravno tako. Na racˇun
dimenzijskih lastnosti linije in naprav lahko cˇas hoje med napravama na isti strani
linije oznacˇimo z e in cˇas hoje med napravama, ki sta si nasprotni, oznacˇimo s
cˇrko d. Vse naprave razen tiste, ki povezuje oba kraka linije, so iste sˇirine, kar
pomeni, da je cˇas hoje med napravama na isti strani manjˇsi kot med nasprotnima
napravama. V tem primeru je cˇas hoje med napravama j in k enak rjk, kot
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prikazuje enacˇba (2.14).
rjk =


|j − k|e napravi na isti strani
√
d2 + (4l − k − j + 1)2e2 napravi na nasprotni strani
(2.14)
Avtor v cˇlanku [3] dolocˇa cˇas cikla linije za dve razlicˇni postavitvi delavcev.
Prva postavitev predstavlja primer, ko delavca upravljata stroje vsak na svojem
kraku linije. Delovna mesta na liniji so razdeljena na polovico, minimalni cikel
linije dolocˇa delavec, ki je pocˇasnejˇsi. Cˇe predpostavimo, da prvi delavec upra-
vlja 2l naprav, kjer je l poljubno celo sˇtevilo, je zaradi simetricˇnosti linije s 4l
napravami razvidno, da upravlja eno napravo vecˇ kot drugi. Vsota cˇasov vseh
manipulacij delavca je enaka sˇtevilu naprav, ki jih delavec upravlja zmnozˇeno s
konstantnim cˇasom manipulacije ene naprave S(Ka1 ) ≥ 2ls. Vsota cˇasov hoje
delavca med napravami pa je izracˇunana po enacˇbi (2.14) in sicer za dvakratno
pot od naprave 1 do 2l in nazaj, torej je enaka R(Ka1 ) ≥ 2(2l − 1)e. Po enacˇbi
(2.13) je cˇas cikla linije za ta primer enak C(a) = Y , ko je Y ≥ 2ls+ 2(2l − 1)e,
ali C(a) = 2ls+ 2(2l − 1)e, ko je Y ≤ 2ls+ 2(2l − 1)e.
Pri drugem primeru postavitve si delavca delita stroje precˇno glede na krake
linije. Prvi delavec bo torej delal na strojih 1 do l in 3l+1 do 4l, drugi delavec pa
na strojih l+1 do 3l. Vecˇjo pot bo torej opravljal prvi delavec. Glede na enacˇbo
(2.14) bomo tu dvakrat uporabili enacˇbo za stroje na isti strani in dvakrat enacˇbo
za stroje na nasprotni strani. Vsota cˇasov manipulacije je enaka kot pri prvem
primeru, saj delavec upravlja 2l strojev, torej velja S(Ka1 ) ≥ 2ls. Od prvega
primera se razlikuje vsota cˇasov hoje, ki je tu enaka R(Ka1 ) ≥ 2(l−1)e+2d, torej
po enacˇbi (2.13) pridemo do cikla linije C(b) = Y , ko je Y ≥ 2ls+ 2(l − 1)e+ 2d,
ali C(b) = 2ls+ 2(l − 1)e+ 2d, ko je Y ≤ 2ls+ 2(l − 1)e+ 2d.
V kolikor bo maksimalna vsota cˇasa manipulacije in takta stroja Y ≥ 2ls+
2(2l − 1)e+ 2(le ∨ d), uporabimo spremenljivko le ali d, ki je vecˇja, potem velja
C(a) = C(b) = Y in C(a) ≥ C(b), kadar je le ≥ d. V tem primeru je cˇas cikla
linije enak Y . Kadar velja 2ls + 2(2l − 1)e + 2le ≥ Y in je le ≥ d, potem je
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minimalni cˇas linije enak C(b). Kadar velja 2ls + 2(2l − 1)e + 2d ≥ Y in je
le ≤ d, potem je minimalni cˇas linije enak C(a). Vecˇinoma naj bi veljal pogoj
le ≥ d, kar pomeni, da na racˇun krajˇse razdalje d pridobimo na cˇasu hoje, kjer le
dolocˇa razdaljo med dvema solezˇnima napravama, zmnozˇeno s sˇtevilom naprav.
Prvi primer postavitve delavcev bi lahko veljal tudi za linearno linijo. Cˇe torej
hocˇemo pridobiti na cˇasu hoje, mora biti razdalja med krakoma linije krajˇsa od
razdalje, ki jo delavec prehodi od prvega do zadnjega stroja, ki ga upravlja.
Primer z vecˇ delavci aplicirajmo na nasˇo U-celico.
Po enacˇbi (2.11) najprej izracˇunajmo Y , ki je v nasˇem primeru enak 26.
Nato izracˇunajmo S(K) + R(K), kar nam da rezultat 152. Razvidno je, da
velja Y ≥ S(K) + R(K), kar dolocˇa minimalni cˇas cikla linije C∗1 = S(K) +
R(K) = 152. Predpostavimo, da hocˇemo v osmih urah narediti 1000 kosov
in podatke vstavimo v enacˇbo OT
C∗
1
≥ D. Tako ugotovimo , da je en delavec
premalo za doseganje plana dela. Na U-celici je potrebno uporabiti vecˇ delavcev.
Izracˇunajmo minimalni cˇas cikla linije za postavitev, kot jo prikazuje slika 2.1.1,
ob predpostavki, da so zalogovniki naprav stalno polni. Znotraj U-celice torej
dela pet delavcev. Dolocˇimo cˇas hoje med sosednjima napravama e = 2s in cˇas
hoje med nasprotnima napravama d = 4s. Najprej izracˇunajmo minimalni cˇas
cikla linije ob predpostavki, da so cˇasi manipulacij po napravah konstantni sk = 5.
Glede na to, da si sˇtirje delavci delijo po tri naprave in en delavec upravlja dve,
lahko izracˇunamo minimalni cˇas cikla linije uposˇtevajocˇ prvega delavca, saj bo
enako hiter kot drugi delavci, ki upravljajo po tri naprave. Izracˇunajmo skupni
cˇas manipulacij na vseh treh napravah S(K1) ≥ 3sk. Nato izracˇunajmo cˇas hoje
prvega delavca po enacˇbi (2.14) za naprave na isti strani R(K1) = 2|j − k|e = 8.
Minimalni cˇas cikla linije, kadar so delavci tako postavljeni je enak C1 = Y , saj
je Y = 27 vecˇ kot vsota S(K) + R(K) = 18 za prve tri naprave. Izracˇunajmo,
ali smo s to konfiguracijo v osmih urah sposobni izdelati tisocˇ kosov. Ker izracˇun
OT/Y = 1066, 7 presega 1000, to pomeni, da z dano konfiguracijo zadovoljujemo
potrebe narocˇila.
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2.2.1.3 Problem razporeditve delavcev
Z uporabo vecˇjega sˇtevila delavcev na liniji pridemo do problema razporeditve
delavcev po delovnih mestih. Do optimalne razporeditve delavcev I po napravah
K pridemo z resˇitvijo optimizacijskega problema v enacˇbi (2.15).
∑
i∈I
xij = 1; j ∈ K
∑
j∈K
sjxij +R(Ki({xik})) ≤ T ; i ∈ I (2.15)
xij = 0 ali 1; i ∈ I, j ∈ K
Kjer ima spremenljivka xij vrednost 1, cˇe delavec upravlja napravo j, in vre-
dnost 0, cˇe je ne upravlja. Prvi izraz v enacˇbi (2.15) torej dolocˇa, da vsako napravo
lahko upravlja samo en delavec, drugi izraz pa dolocˇa, da mora biti vsota cˇasov
manipulacije delavca in cˇasov hoje v enem ciklu enaka ali manjˇsa od T . Potrebno
je torej minimizirati T , kjer bo minimalni cˇas cikla linije nato enak C∗I = Y ∨T
∗
I .
V literaturi je mocˇ najti veliko resˇitev omenjenega optimizacijskega pro-
blema. Avtor v [4] npr. predstavlja stohasticˇno resˇitev razporeditve delavcev z
uporabo genetskega algoritma. Genetski algoritem je modeliran na podlagi na-
ravne evolucije, kjer so operacije, ki jih uporablja, prevzete od naravnega procesa
evolucije. Z genetskimi operatorji, ki manipulirajo z individualnimi primerki v
populaciji preko vecˇ generacij, in uporabo funkcije ujemanja lahko pridemo do
optimalne resˇitve problema. Avtorja [5] resˇujeta problem razporeditve delav-
cev na liniji z uporabo dinamicˇnega programiranja, avtor v [6] predstavlja rocˇno
proceduro za dolocˇanje rutin standardnih operacij in razporeditev delavcev na
U-celicah. Proceduro definira izbira naprave, ki je sˇe na voljo in je prirejena tre-
nutnemu delavcu. Procedura se nadaljuje, dokler katerakoli dodatna prireditev
naprave delavcu ne presega maksimalnega cikla linije. Cilj je vsakemu delavcu
zagotoviti enako kolicˇino dela. Avtor v [7] predstavlja preprost in ucˇinkovit algori-
tem razporejanja delavcev na U-celici. V nadaljevanju bom ta algoritem uporabil
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na U-celici.
Avtorja v cˇlanku [8] definirata minimalno sˇtevilo delavcev na liniji po enacˇbi
(2.16), kjer JL(C) predstavlja sˇtevilo delavcev na liniji, s podanim ciklom linije
C, Ssum predstavlja vsoto vseh manipulacij po napravah, K sˇtevilo naprav na
liniji in Rmin minimalni cˇas hoje med dvema napravama. Na ta nacˇin je mogocˇe
dolocˇiti minimalno sˇtevilo delavcev, da sˇe zagotavljamo prozvodnjo v izbranem
maksimalnem taktu linije.
JL(C) =
Ssum + (K + 1)Rmin
C +Rmin
(2.16)
Algoritem, podan po [7] je sestavljen iz vecˇ korakov:
• Korak 1: Izberemo delavca, ki mu hocˇemo prirediti delovna mesta. Cˇe ni
nobena naprava prirejena nobenemu delavcu je to prvi delavec.
• Korak 2: Uposˇtevamo faktor grupiranja med napravami, ki preprecˇuje, da
bi izbira dolocˇene naprave od skupine odrezala drugo napravo. Naprav, ki
delijo skupino, ni mogocˇe uporabiti.
• Korak 3: Izberemo ustrezne naprave, ki so lahko prirejene delavcu. Naprava
je ustrezna, cˇe je blizˇnja vsaj eni napravi iz podmnozˇice prirejenih naprav,
cˇe ne prisili delavca, da se njegova pot krizˇa s potjo drugega delavca, ter cˇe
cˇas manipulacije in hoje med napravami ne presega dovoljenega cikla linije.
• Korak 4: Izracˇunamo skupni cˇas manipulacije in hoje med napravami v
podmnozˇici, ki so prirejene delavcu, ter izberemo napravo, kjer je rezultat
maksimalen.
• Korak 5: Postopek nadaljujemo, dokler delavcem ne priredimo vseh naprav.
Poskusimo podani algoritem uporabiti na nasˇi U-celici. Po uporabi enacˇbe
(2.16) pridemo do rezultata 3, 44, kar pomeni, da za zagotavljanje takta T =
50 s potrebujemo sˇtiri delavce, ki delajo na liniji. Za cˇas hoje med solezˇnima
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DM Cˇas manipulacije[s] Takt naprave[s]
10 5 22
20 6 25
30 6 20
40 17 5
50 19 5
60 15 10
70 10 17
80 5 20
90 1 17
100 18 5
110 21 3
120 15 10
130 1 20
140 5 10
Tabela 2.3: Izmerjeni cˇasi manipulacij in taktov
mestoma uporabimo vrednost e = 2s, za cˇas hoje med nasprotnima mestoma pa
vrednost d = 3s. Tabela 2.3 prikazuje izmerjene vrednosti cˇasov manipulacij in
ciklov naprav po delovnih mestih. Za dolocˇitev optimalne postavitve z uporabo
zgornjega algoritma zacˇnemo z izbiro prvega delovnega mesta z najvecˇjim cˇasom
manipulacije, tj. delovno mesto DM110. Nadaljujemo z izbiro delovnih mest,
ki so kandidati za prirejanje delavcu. Ob uposˇtevanju faktorja grupiranja sta to
delovni mesti DM100 in DM120. Izberemo tisto delovno mesto, ki ima viˇsji cˇas
manipulacije. K delovni postaji, ki jo upravlja ta delavec, lahko nato dodamo
samo sˇe DM90, saj nam vsota cˇasov manipulacij in hoje da skupni cˇas, ki ga
porabi ta delavec in znasˇa 48 sekund, kar je tik pod dovoljenim taktom linije T =
50 sekund. Nadaljujemo prirejanje delovnih mest drugemu delavcu. Izberemo
delovno mesto z naslednjim najvecˇjim cˇasom manipulacije, tj. DM50. Kandidati
za postaje, ki bi lahko pripadale tej delovni postaji, sta delovni mesti DM40 in
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2.3.1 SimEvents
SimEvents je Matlabovo orodje za simulacijo in analizo sistemov diskretnih do-
godkov ter optimizacijo dogodkovno vodenih sistemov. Z uporabo entitet, ki
predstavljajo diskretne predmete, ki jih hocˇemo uporabiti v simulaciji, prozˇimo
dogodke, ki jih hocˇemo simulirati. V modelu U-celice tako generiramo dve vr-
sti entitet. Prva predstavlja produkt, ki potuje po proizvodni liniji, druga pa
predstavlja delavca, ki prozˇi obdelavo produkta na posameznih delovnih mestih.
Entitete so lahko karakterizirane z razlicˇnimi atributi, ki dodatno vplivajo na
samo simulacijo. V nadaljevanju so podrobneje opisani sˇe ostali bloki, ki so upo-
rabljeni v simulaciji.
Entiteta torej predstavlja pojem diskretnega predmeta, ki je v nasˇem interesu.
Entitete lahko potujejo skozi mrezˇo cˇakalnih vrst, serverjev, vrat in stikal med
samo simulacijo. Prav tako lahko nosijo podatke, ki so v orodju SimEvents pred-
stavljeni z atributi entitete. Kot zˇe recˇeno, imamo v nasˇem modelu dve vrsti
entitet, njihovo vlogo bomo podrobneje spoznali v nadaljevanju. Entiteta nima
graficˇne predstavitve, tako kot jo imajo graficˇni bloki, ki entiteto procesirajo. Pri
analizi sistema se lahko osredotocˇimo na samo entiteto, npr. koliko cˇasa je po-
trebno da pride od zacˇetka do konca sistema, ali na procese, skozi katere entiteta
potuje. Za kreiranje entitet se uporablja blok generator entitet.
Strezˇnik shranjuje entitete za dolocˇen cˇas (ang. Service time) in nato poskusˇa
entiteto oddati. Cˇe naslednji blok ni pripravljen na sprejem entitete, jo mora
strezˇnik zadrzˇati dlje. Strezˇnik se od cˇakalne vrste razlikuje v tem, da je cˇas
serviranja znan in dolocˇen. Tako kot cˇakalni vrsti se mu lahko dolocˇi kapaciteto,
ki pa v tem primeru predstavlja sˇtevilo entitet, ki jih lahko simultano strezˇe. V
nasˇem primeru strezˇnik predstavlja delovna mesta, cˇase manipulacije, hoje, itd.
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Cˇakalna vrsta (ang. Queue) v diskretnem sistemu shranjuje entitete za
dolzˇino cˇasa, ki ne more biti vnaprej dolocˇen. Cˇakalna vrsta poskusˇa predati
naprej entitete, takoj ko je to mogocˇe. V primeru, da naslednji blok ne more
sprejeti entitete, jo cˇakalna vrsta zadrzˇuje, v nasprotnem primeru jo preda na-
prej. Cˇakalni vrsti je mogocˇe dolocˇiti kapaciteto, ki predstavlja sˇtevilo entitet,
ki jih cˇakalna vrsta lahko sprejme. Obstaja vecˇ tipov cˇakalnih vrst. V nasˇem
modelu je uporabljena prvi noter in prvi ven (ang. First In First Out - FIFO)
cˇakalna vrsta. Obstajata sˇe zadnji noter, prvi ven (ang. Last In First Out -
LIFO) in cˇakalna vrsta s prioriteto (ang. Priority). V nasˇem modelu cˇakalne
vrste predstavljajo odlagalna mesta na napravah, drcˇo za slabe kose itd.
Vrata predstavljajo pogoj, ki entiteti dovoli nadaljevanje. V nasˇem primeru
vrata predstavljajo tipko zazˇeni posamezne naprave, ki nato prozˇi obdelovanje
produkta.
Stikalo (ang. Switch) deli pot entitete glede na pogoj ali atribut. V nasˇem
primeru atribut entitete dolocˇa, na kateri izhod bo usmerjena.
Zakljucˇevalnik (ang. Terminator) zakljucˇuje pot entitete.
Zaloga vira (ang. Resource pool) predstavlja zalogo vira, ki ga hocˇemo
vkljucˇiti v simulacijo. Dolocˇena je s kapaciteto. Sem spadata sˇe bloka za prevze-
manje vira (ang. Resource acquire) in za sprostitev vira (ang. Resource release).
Mnozˇilnik entitete (ang. Entity replicator) sluzˇi kopiranju entitet. Upora-
bljen je npr. ko hocˇemo dve entiteti z istimi vrednostmi atributov poslati skozi
dva razlicˇna sistema.
2.3 Simulacija U-celice 29
2.3.1.1 Model delavca
V okolju Simulink zacˇnemo s sestavljanjem modela delavca. V okolje vstavimo
blok, ki predstavlja podmodel (ang. Submodel) in mu definiramo vhode in iz-
hode. Podmodel delavca ima en vhod in pet izhodov. Vhod (FirstDoneTrig) v
podmodel predstavlja pogoj, ki prozˇi cikel delavca. V primeru, da prvo delovno
mesto od tistih, ki jih delavec upravlja, sˇe ni koncˇalo z obdelavo produkta, mora
delavec nanj pocˇakati. Trije izmed izhodov (TrigDM10, TrigDM20, TrigDM30)
prozˇijo delovna mesta, na katera so povezani, dva izhoda prikazujeta statistiko
hoje in dela delavca. Slika 2.5 prikazuje podmodel delavca. Levo zgoraj sta upo-
rabljena dva bloka, ki predstavljata vira (ang. Resource pool) za hojo in delo
delavca. Pod blokoma, ki predstavljata vira, sta skrajno levo uporabljena dva
bloka, ki predstavljata generatorja entitet. Prvi generator ustvari entiteto samo
enkrat, tj. prva entiteta ki potuje skozi sistem delavca. Drugi generator entitet
nadaljuje ustvarjanje entitet, ampak je prozˇen dogodkovno. Kadar entiteta za-
kljucˇi pot na terminatorju, se z uporabo funkcije GenNext() generira nova. Ob
vsaki generaciji entitete se spremeni njen atribut toDM, ki predstavlja izbiro poti
na prvem izhodnem stikalu. Prva entiteta torej potuje po prvi veji modela do
bloka, ki predstavlja pridobitev vira (ang. Resource acquire) naprej do bloka,
ki predstavlja rocˇno manipulacijo delavca (strezˇnik) in do bloka, ki predhodno
pridobljeni vir sprosti. Vir, ki predstavlja rocˇno delo delavca, je torej rezerviran
za cˇas rocˇne manipulacije delavca. Entiteta nato nadaljuje pot do bloka, ki pred-
stavlja replikator entitet. Od tu ena kopija entitete nadaljuje pot na izhod za
prozˇenje delovnega mesta. Druga, originalna, pa gre do pridobitve vira, ki pred-
stavlja hojo delavca. Podobno kot pri delu delavca je tudi tu uporabljen strezˇnik
za hojo in sprostitev vira. Na koncu entiteta pride do terminatorja entitet, pri
katerem se klicˇe funkcija za tvorbo naslednje entitete. Ta bo pot nadaljevala na
drugi veji, nasledenja na tretji in tako se bodo poti entitet sekvencˇno izmenjevale.
Vse tri veje v modelu delavca so enake, s tem da ima zadnja veja uporabljena
vrata pred tvorbo nove entitete. Ta vrata preprecˇujejo izvajanje ponovnega cikla



2.3 Simulacija U-celice 33
predstavlja slab kos, torej ko je slab kos popravljen, operacija nad njim ne more
vecˇ biti slabo izvrsˇena in nadaljuje pot do konca linije. Slabi kosi se generirajo
poljubno na delovnih mestih in so dolocˇeni s procentom verjetnosti, da bo kos
slab.
Entiteta, ki predstavlja vhodni material, ima vecˇ atributov. Spodnja koda
prikazuje zacˇetne pogoje pri generiranju entitete:
persistent next_id
if isempty(next_id)
next_id=1;
end
entity.ID = next_id;
if next_id ==14
next_id = 1
else
next_id = next_id+1;
end
%Verjetnos 0.1 proti 0.9 da bo slb kos
%Slab na vrata 2...
if rand() <= percent_slabih
entity.BoSlabKos = 2;
else
entity.BoSlabKos = 1;
end
%Kje bo slab kos
persistent min
min = 0
persistent max
max = 14
entity.rnd = ceil((max-min)*rand() + min);
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Model 1 Model 2
Proizvedeni kosi 462 573
Delo delavca 1 42 % 71 %
Hoja delavca 1 58 % 19 %
Delo delavca 2 87 % 84 %
Hoja Delavca 2 13 % 16 %
Delo delavca 3 73 % 60 %
Hoja Delavca 3 27 % 40 %
Delo delavca 4 87 % 80 %
Hoja Delavca 4 13 % 20 %
Delo delavca 5 10 %
Hoja Delavca 5 14 %
Takt linije 62 s 50 s
Tabela 2.4: Rezultati simulacije
Pod stolpcem Model 1 v tabeli 2.4 so prikazani rezultati simulacije U-celice
za postavitev, ki je prikazana na sliki 2.2. V osmih urah pet delavcev na liniji
proizvede 462 kosov s taktom linije 62 sekund. Razvidno je, da le delavec 5 cˇaka
na zakljucˇek cikla zadnje delovne postaje, saj je vsota taktov naprav na delovni
postaji veliko vecˇja od vsote cˇasa manipulacij in cˇasa hoje delavca.
Stolpec Model 2 prikazuje rezultate simulacije U-celice z istimi vhodnimi
parametri kot Model 1. Razlika je samo v razporeditvi delavcev, kot prikazuje
slika 2.4, in v ustrezno preracˇunanih cˇasih hoje delavca 3. Cˇasi hoje drugih treh
delavcev so enaki prejˇsnji razporeditvi. V tem primeru sˇtirje delavci v osmih
urah proizvedejo 573 kosov s taktom linije 50 sekund. Iz podatkov o delu in
hoji delavcev je razvidno, da noben delavec ne cˇaka na nobeni napravi. V obeh
primerih se generira 1% slabih kosov.
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2.3.3 Zakljucˇek
V poglavju poskusˇam povzeti in opisati uporabo U-celice, ki je namenjena pro-
izvodnji alternatorjev, ter predstaviti prednosti in slabosti, ki jih ta tip linije
prinasˇa. Vredno je poudariti, da uporaba U-celice prinasˇa predvsem ugoden vpliv
na proizvodnjo. Strosˇki konstrukcije, pri kateri moramo uposˇtevati dimenzijske
lastnosti in razporeditev strojev,ter izdelave linije so upravicˇeno nekoliko viˇsji, a
so s prednostmi, ki jih U-celica prinasˇa, kmalu tudi povrnjeni. Zaradi opisanih
lastnosti U-celice se delavci na liniji veliko gibajo. Gibanje in rocˇna manipulacija
delavcev sta v veliki meri odvisna od njihove razporeditve po napravah. Kot zˇe
recˇeno, obstaja vecˇ nacˇinov in metod raporeditve. Poleg sledenja dolocˇenemu
taktu in izpolnjevanju narocˇil bi bilo smiselno izpostaviti sˇe zahtevnost operacij
na liniji ter razmerje med delom in hojo delavca. Glede na to, da so nekatera
delovna mesta na liniji skoraj v celoti rocˇna, to prinasˇa velike razlike med de-
lom in hojo posameznih delavcev na liniji. Iz tega sledi, da morajo biti naprave
na U-celici pretezˇno avtomatske, vstavljanje kosov in njihovih sestavnih delov
pa bi moralo potekati rocˇno. Tovrsten nacˇin delavcev na proizvodni liniji se v
vecˇ pogledih razlikuje od tradicionalnega, zato bi bilo smiselno raziskati pocˇutje
delavcev na liniji.
3 Opis delovnega mesta za vtisk tulke
V poglavju je predstavljeno delovno mesto, na katerem se izvaja avtomatska
kontrola O-ringa1 in avtomatsko vtiskanje tulke. Najprej je v razdelku 3.1 pred-
stavljena zgradba stroja s pripadajocˇimi komponentami, v nadaljevanju so v raz-
delku 3.2 opisane mehanske lastnosti naprave, nato je v razdelku 3.3 na kratko
opisana komunikacija med komponentami znotraj stroja in nazadnje so v razdelku
3.4 opisani postopki programiranja in samo delovanje stroja.
Naprava je zasnovana kot avtomatsko delovno mesto z rocˇnim po-
sluzˇevanjem. Predhodno delovno mesto, tj. naprava, na kateri se izvaja prva
operacija na liniji, je delovno mesto 10. Na njem se v okrov alternatorja vsta-
vlja O-ring in gravira dvodimenzionalno kodo. Operater rocˇno prestavi kos iz
delovnega mesta 10 na delovno mesto 20, tu prebere kodo, ki je bila predhodno
vgravirana, in alternatorski okrov vstavi v orodje. Na orodje namesti tulko ali
dve, odvisno od serije alternatorjev, ki je trenutno v montazˇnem procesu. Po
pritisku tipke zazˇeni mora stroj avtomatsko preveriti, ali je O-ring prisoten in
pravilno vstavljen, ter vtisniti eno ali dve tulki na dolocˇeno viˇsino. Pot in sila
vtiskanja sta med delovanjem stroja nadzorovani. Glede na tip oz. serijo alter-
natorjev delimo nacˇine delovanja na tri dele. Nekateri alternatorji nimajo usˇesa,
v katerega se vtisne tulka, zato se tu preverja samo prisotnost O-ringa in njegov
pravilen polozˇaj. Pri drugem tipu alternatorjev se vtiska ena tulka in preverja
O-ring, pri tretjem pa se vtiskata dve tulki in preverja prisotnost O-ringa. V
programskem smislu obstajajo tri glavne sekvence, programski del projekta je
1O-ring je tesnilo okrogle oblike, vstavljeno v okrov alternatorja.
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podrobneje opisan v nadaljevanju. Vhodni material na tem delovnem mestu to-
rej predstavljajo razlicˇni tipi tulk, ki potrebujejo razlicˇna izmenljiva orodja, saj
se tulke dimenzijsko razlikujejo. Na doticˇnem delovnem mestu so tri izmenljiva
orodja: izmenljivo gnezdo, na katerega se vstavi okrov in dva izmenljiva trna, na
katera se vstavlja tulka. Na napravi lahko zaradi razlicˇnih dejavnikov pride do
slabega vtiskanja, lahko pride tudi do napake pri preverjanju O-ringa. Takrat
nastajajo slabi kosi. Ti kosi morajo biti nekako izlocˇeni iz montazˇnega procesa,
zato se pod modulom nahaja drcˇa za izlocˇanje slabih kosov. Zahteve dolocˇajo
takt stroja, ki ne sme presegati dvajsetih sekund. Slika 3.1 prikazuje okrov alter-
natorja, na katerega se vtiska tulka.
Princip delovanja:
1. Posluzˇevalec materiala pripravi ves potreben material za oskrbovanje de-
lovnega mesta.
2. Delavec predhodno pripravljen sestav odstrani iz orodja in ga postavi na
odlagalno mesto naslednjega delovnega mesta.
3. Nov okrov vzame iz odlagalnega mesta prejˇsnjega delovnega mesta in ga
vstavi v orodje.
4. Cˇe tip okrova dolocˇa vtiskanje tulke, delavec vstavi tudi tulko na trn.
5. S pritiskom na tipko zazˇene cikel delovanja.
Delavec torej operira na napravi s sprednje strani, kjer vstavlja sestave v
orodje. Proces vtiskanja predstavlja potencialno nevarnost za delavca, zato je
treba na stroj namestiti tudi ustrezno zasˇcˇitno opremo.
3.1 Zgradba stroja in njegovi sestavni deli
Stroj sestavlja pet pnevmatskih cilindrov, sˇtirje servo motorji in enosmerni motor.
Prvi cilinder sluzˇi vpenjanju okrova na lezˇiˇscˇe oz. v gnezdo naprave, drugi cilinder
sluzˇi horizontalnemu pomiku druge tulke na polozˇaj vtiskanja, tretji cilinder sluzˇi

40 Opis delovnega mesta za vtisk tulke
3.1.1 Programirljivi logicˇni krmilnik - PLK
V veliko lastnostih je arhitektura PLK-ja podobna racˇunalniku z vhodno-
izhodnimi moduli, vendar se od njega razlikuje v pomembnih karakteristikah.
PLK-ji so veliko bolj zanesljivi pri svojem delovanju, v bistvu so narejeni tako,
da lahko delujejo brez napake v dobi vecˇ let. Pri nacˇrtovanju PLK-jev je vsekakor
uposˇtevano tudi to, da bodo implementirani v industrijskih okoljih, ki niso najbolj
prijazna do elektronskih naprav, zato morajo biti te naprave ustrezno zasˇcˇitene
proti elektricˇnemu sˇumu, vibracijam, visokim temperaturam ter vlagi, njihova
zamenjava ter vzdrzˇevanje pa morata biti dovolj preprosta, da proizvodnja ali
procesi ne stojijo prevecˇ cˇasa.
Osnovna strojna arhitektura je sestavljena iz procesorskega modula, napa-
jalnika in vhodno-izhodnega modula. Procesorski modul je sestavljen iz centralne
procesne enote (ang. Central processing unit - CPU) in spomina. Centralna pro-
cesna enota vsebuje mikroprocesor, ki na podlagi vhodnih stanj in programa,
shranjenega v spominu, dolocˇa izhodna stanja krmilnika. Prav tako mora vsebo-
vati vmesnik, ki je namenjen programiranju, vmesnik, namenjen komunikacijam,
in vsaj sˇe vmesnik za dostop do vhodno-izhodnih modulov. V primeru modularne
izvedbe PLK-ja, kakrsˇen je uporabljen tudi na tem delovnem mestu, sta napajal-
nik in vhodno-izhodni modul locˇena od centralne procesne enote. V industrijski
avtomatiki so vsekakor najpogosteje uporabljeni digitalni vhodno-izhodni moduli,
ki jih uporabljamo npr. za krmiljenje cilindrov. Seveda obstajajo tudi drugi tipi,
kot so npr. analogni vhodi in izhodi, moduli za razlicˇne tipe komunikacij, visoko
hitrostni sˇtevci ali moduli za vodenje gibanja. Sˇtevilo modulov je omejeno in se
razlikuje tako med proizvajalci kot tudi med tipi PLK-jev istega proizvajalca.
Centralna procesna enota tipicˇno deluje na frekvencah med 1 MHz in 8 Mhz.
S tem taktom so sinhronizirani tudi vsi moduli in drugi elementi sistema. Signali
med posameznimi elementi sistema potujejo po internih poteh, ki jih imenujemo
vodila (ang. Bus). Centralna procesne enota uporablja sˇtiri tipe vodil. Prvi tip
je podatkovno vodilo, sledijo mu sˇe naslovno vodilo, kontrolno vodilo in sistem-
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sko vodilo. Podatkovno vodilo je uporabljeno za pretok podatkov med elementi
procesne procesorske enote, npr. med spominom in centralno procesno enoto.
Naslovno vodilo podaja naslove lokacij shranjenih podatkov. Kontrolno vodilo
sluzˇi signalom, ki so uporabljeni za interne kontrolne operacije, po sistemskem
vodilu pa tecˇejo signali med vhodno-izhodnimi vrati centralne procesne enote in
vhodno-izhodno enoto.
Generalna struktura centralne procesne enote je sestavljena iz:
1. Aritmeticˇne logicˇne enote, ki je odgovorna za manipulacijo s podatki in
izvajanje aritmeticˇnih operacij.
2. Registrov, ki so locirani v mikroprocesorju in hranijo informacijo, upora-
bljeno pri izvajanju programa.
3. Kontrolne enote, ki kontrolira cˇasovne zakasnitve operacij.
Spomin je torej potreben za shranjevanje programskih instrukcij in za dosto-
panje do podatkov, ki bodo uporabljeni pri izvajanju programa [9].
V PLK-ju je vecˇ tipov spomina:
1. ROM (ang. Read Only Memory) je tip spomina, uporabljen samo za branje
in permanentno shranjevanje operacijskega sistema.
2. RAM (ang. Random Access Memory) je uporabljen za shranjevanje upo-
rabniˇskega programa. Ta tip spomina je razdeljen na vecˇ delov, ki so alo-
cirani v razlicˇne namene. Blok tega spomina je uporabljen za shranjeva-
nje vhodno-izhodnih naslovov in njihovih stanj, drugi blok za shranjeva-
nje aktualnih vrednosti in naslednji blok za shranjevenje vrednosti sˇtevcev,
cˇasovnikov itd.
3. EPROM (ang. Erasable Programmable Read Only Memory) sluzˇi trajnemu
shranjevanju programov.
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Vhodno-izhodni moduli so vmesnik med PLK-jem in realnim svetom, saj
nanje povezujemo senzorje in razlicˇne vrste aktuatorjev. Vsak vhod ali izhod
ima unikaten naslov, preko katerega do njega dostopa centralna procesna enota.
Vhodno-izhodni moduli so galvansko locˇeni od centralne procesne enote tako, da
so senzorji, ki po vecˇini uporabljajo 24 V DC napetost, lahko direktno prikljucˇeni
nanje brez kakrsˇnihkoli vmesnih vezij [9].
Poznamo tri tipe izhodov:
1. Relejski izhod omogocˇa preklapljanje tokov v rangu amperov in je lahko
uporabljen za enosmerne ali izmenicˇne napetosti. Ena izmed slabosti je
relativno pocˇasen odziv kontakta.
2. Tranzistorski izhod uporablja tranzistorje za aktivacijo izhoda, kar pomeni
obcˇutno hitrejˇse preklopne cˇase. Omogocˇa samo preklapljanje enosmer-
nega toka in je obcˇutljiv na prevelik tok ali visoko povratno napetost. Za
preprecˇitev unicˇenja so v kombinaciji uporabljene varovalke in elektronska
vezja. Izolacija je implementirana z optoizolatorjem.
3. Triak izhod je uporabljen pri preklapljanju izmenicˇnih napetosti.
PLK, uporabljen na doticˇnem delovnem mestu, je Siemens S7-315PN/DP.
Gre za modularni PLK, namenjen nezahtevnim in srednje zahtevnim aplikacijam
[2].
Slika 3.2 prikazuje strojno konfiguracijo naprave. Od leve proti desni si po
vrsti sledijo pet-amperski napajalnik, centralna procesna enota, dodatna mrezˇna
kartica, ki je vkljucˇena v namen locˇitve dveh podmrezˇ, kartica z dvaintridesetimi
digitalnimi vhodi, kartica s sˇestnajstimi digitalnimi vhodi, kartica z dvaintride-
setimi digitalnimi izhodi in kartica z analognimi izhodi in analognimi vhodi.
Procesorski modul krmilnika poseduje dva komunikacijska vmesnika. To
nakazuje tudi oznaka PN/DP:
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enoti in ne more biti razsˇirjen. Vkljucˇuje naslovna podrocˇja za spominske bite,
cˇasovnike in sˇtevce, procesne slike vhodov in izhodov in lokalne podatke. Lokalni
podatki so generirani, kadar v programskih organizacijskih enotah uporabljamo
zacˇasne spremenljivke (ang. Temporary variable). Te spremenljivke so dostopne
samo znotraj bloka, v katerem so deklarirane in imajo vrednost v cˇasu, ko se blok
izvaja. Lokalni podatki so v vsakem bloku fiksne dolzˇine in morajo biti inicializi-
rani, preden do njih dostopamo. Siemensovi organizacijski bloki vsebujejo dvajset
bajtov lokalnih podatkov, v katerih je informacija o samem zagonu bloka. Tabela
3.1 podrobneje prikazuje delitev sistemskega spomina. Prav tako kot sistemski
spomin je tudi glavni spomin (ang. Main memory) integriran v centralno procesno
enoto in ne more biti razsˇirjen. Uporabljen je za izvajanje kode in uporabniˇskega
programa. Siemensov prirocˇnik [2] navaja specifikacije remanencˇnosti za posa-
mezne dele spomina, ki so uporabljeni v njihovih krmilnikih. Remanencˇnost je
funkcija krmilnika, da lahko ob izpadu elektricˇnega napajanja sˇe vedno shranjuje
podatke. V prirocˇniku navajajo, da uporaba baterije za shranjevenje podatkov
ni potrebna. Podatki, shranjeni na spominski kartici, so vedno remanencˇni in
so zasˇcˇiteni pred izpadi napajanja ter ponastavljanjem spomina. Pri sistemskem
spominu je od uporabnika odvisno, katere spremenljivke ali podatki bodo re-
manencˇni. Uporabnik eksplicitno dolocˇi remanencˇnost spremenljivk z uporabo
zastavice zadrzˇi (ang. Retain). Diagnosticˇni medpomnilnik (ang. Diagnostic
buffer), komunikacijski naslovi in drugi parametri so shranjeni v remanencˇni spo-
min, da se ob zagonu sploh lahko inicializirajo neodvisno od predhodne izgube
spomina, vira napajanja itd. V glavni spomin se nalozˇijo vrednosti remanencˇnih
podatkovnih blokov, cˇe je v glavnem spominu dovolj prostora. Neremanencˇni
podatkovni bloki ob inicializaciji dobijo privzete vrednosti spremenljivk.
Prednost uporabe vhodne in izhodne slike procesa se kazˇe v uporabi konsisten-
tne slike vhodov in izhodov med delovanjem programa. V primeru spremembe
vhoda ali izhoda med procesiranjem programa se trenutna vrednost, shranjena
v procesni sliki, ne spremeni do naslednje posodobitve procesne slike. Glede na
to, da je procesna slika vhodov in izhodov shranjena v sistemskem spominu, je
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Naslovno podrocˇje Opis
Vhodna slika procesa Ob vsakem startu cikla oziroma
OB1 programskega bloka cen-
tralna procesna enota prebere
vrednosti vhodnega modula in jih
shrani v vhodno sliko procesa.
Izhodna slika procesa Program med delovanjem dolocˇi
izhodne vrednosti in jih shrani v
izhodno sliko procesa. Ob koncu
OB1 programskega bloka izhodno
sliko procesa zapiˇse na izhodne
module.
Bitni spomin Zagotavlja spomin za shranjeva-
nje vmesnih rezultatov program-
skih operacij.
Cˇasovniki Prostor za shranjevanje
cˇasovnikov.
Sˇtevci Prostor za shranjevanje sˇtevcev.
Lokalni podatki Zacˇasni podatki programskih or-
ganizacijskih enot, med katere
spadajo zacˇasni podatki progra-
mov, funkcijskih blokov in funkcij
med izvrsˇevanjem bloka.
Podatkovni bloki Bloki spremenljivk, ki sluzˇijo
shranjevanju podatkov.
Tabela 3.1: Delitev sistemskega spomina [2].
tudi dostop do nje hitrejˇsi, kot bi bil pri direktnem dostopu do vhodno-izhodnih
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modulov. Procesna slika je periodicˇno posodobljena v vsakem ciklu PLK-ja.
Krmilnik ima 384 KB glavnega spomina, od katerega je maksimalno 128 KB
uporabljenega za remanencˇne podatkovne bloke. Spominska kartica je posebnega
tipa in ne more biti zamenjana z obicˇajno spominsko kartico. Njena maksimalna
kapaciteta je 8 MB. Prirocˇnik [2] navaja cˇase izvrsˇitve za bitne operacije, 0,05 ms,
za besedne operacije 0,09 ms, za operacije nad celosˇtevilskimi vrednostmi 0,12 ms
in 0,45 ms nad vrednostmi s plavajocˇo vejico. Prirocˇnik navaja sˇe vrsto drugih
specifikacij, vendar jih v nalogo ne bom vkljucˇil. Siemensov krmilnik S7-315 je
starejˇsi krmilnik, v prirocˇniku je navedeno, da izpolnjuje pogoje standarda IEC
61131-3. Njegov naslednik naj bi bil Siemensov krmilnik verzije 1500.
3.1.2 Vmesnik cˇlovek-stroj
Vmesnik cˇlovek stroj (ang. Hman machine interface - HMI) je naprava, ki
omogocˇa interakcijo s strojem oz. vezni cˇlen med procesom in cˇlovekom. Z
vizualizacijo operaterju omogocˇa upravljanje stroja, ugotavljanje stanja, napak
in sˇe veliko vecˇ.
Na stroju je na sprednji plosˇcˇi pritrjen tudi Siemensov HMI panel TP700
Comfort [10], ki sluzˇi prikazovanju stanja stroja, napak, alarmov in spreminjanju
nastavitev oz. parametrov stroja. Gre za panel, ki ima ekran na dotik in dva
vmesnika PROFINET, z enim komunicira s PLK-jem. Komunikacija med PLK-
jem in panelom je konfigurirana v obliki znacˇk (ang. Tags), kar pomeni, da
so ustrezne znacˇke v PLK-ju prirejene ustreznim znacˇkam na panelu. Znacˇkam
je potrebno podati tudi komunikacijski vmesnik. Panel podpira uporabo 500
zaslonov in do 2048 znacˇk, po 400 na zaslon. Omogocˇa uporabo do 500 tekstovnih
seznamov ter do 500 graficˇnih seznamov. Konfiguracija panela je podrobneje
opisana v poglavju 3.4.1. Na panelu je nalozˇen operacijski sistem Windows CE,
ki je optimiziran za delovanje na vgrajenih napravah z manjˇso zmogljivostjo. Ob
vklopu panela se po zagonu operacijskega sistema zazˇene Siemensovo programsko
okolje WinCC, na katerem je uporabniˇski vmesnik, ki ga uporabnik konfigurira
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parametra in komunikacijske faze, v kateri je pogon.
Naprava IndraDrive uporablja dva trajna spomina (ang. Non-volatile me-
mory). Prvi je uporabljen za shranjevanje strojno-programske opreme (ang. Fir-
mware) in specificˇnih vrednosti parametrov, drugi je v enkoderju motorja na-
menjen shranjevanju parametrov enkoderja in specificˇnih parametrov motorja.
Vrednosti parametrov, ki so aplikacijsko dolocˇene, so lahko shranjene v trajnem
spominu, glede na to, da ima trajni spomin omejeno sˇtevilo pisanj, pa tudi v
zacˇasnem spominu (ang. Volatile memory) pogona. Shranjevanje oz. prenos pa-
rametrov je potreben v primeru zacˇetne konfiguracije pogona, pred zamenjavo
ali servisiranjem pogona itd. Shranjevanje je mogocˇe z uporabo programske
opreme pogona ali z uporabo gospodarja (ang. Master) ter navedbo identifikacij-
ske sˇtevilke parametra. Nalaganje parametrov je potrebno pred prvim zagonom
motorja, po prvem zagonu, po zamenjavi ali servisiranju pogona itd. Z upo-
rabo kontrolne vsote (ang. Checksum) strojno-programska oprema preveri, ali so
shranjeni parametri enaki aktualnim.
Ukazi so uporabljeni za aktivacijo in nadzor kompleksnih kontrolnih funkcij
ter funkcij za spremljanje vrednosti v pogonu. Vsak ukaz je prirejen parametru,
ki dolocˇa, ali je ukaz lahko izvrsˇen ali ne. Ob izvrsˇitvi ukaza je na prikazoval-
niku, ki je pritrjen na krmilnik pogona, izpisana vrednost Cx, kjer C predstavlja
diagnosticˇno sporocˇilo ukaza in x predstavlja sˇtevilko ukaza. Vsi ukazi pogona so
shranjeni v seznamu identifikacijskih sˇtevilk. Obstajajo tri vrste ukazov:
• Ukazi za vodenje pogona, ki so namenjeni izvrsˇevanju avtomatskega gibanja
pogona, so lahko izvrsˇeni samo, ko je pogon v stanju omogocˇen (ang. Ena-
bled) in lahko onemogocˇijo delovanje pogona, kadar je pogon v izvrsˇevanju
operacije.
• Ukazi nadzora so namenjeni aktivaciji ali deaktivaciji funkcij nadzora.
• Administrativni ukazi so namenjeni izvrsˇevanju administrativnih nalog, ki
ne smejo biti prekinjeni.
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Nacˇini delovanja definirajo, katere vrednosti ukazov in na kaksˇen nacˇin bodo
ukazi procesirani za prehod v zˇeleno stanje pogona, vendar ne dolocˇajo, na kaksˇen
nacˇin bodo vrednosti ukazov prenesˇeni od gospodarja do suzˇnja (ang. Slave).
Eden izmed sˇtirih nacˇinov delovanja je zmeraj aktiven. Prvi nacˇin je aktiven,
ko sta kontrolni del in mocˇnostni del pripravljena za delovanje. Drugi nacˇin je
aktiven, kadar je bit omogocˇi sprozˇen s pozitivnim prehodom iz logicˇne nicˇle v
logicˇno enico. Tretji nacˇin je aktiven, ko pogon sledi vrednosti ukaza in ni bila ak-
tivirana funkcija nujne zaustavitve (ang. Drive halt). In nazadnje, cˇetrti nacˇin je
aktiven, kadar ni noben kontrolni ukaz aktiven in ni nobene napake. Ko je motor
v delovanju, je na panelu prikazan znak AF. V dodatku C so prikazani nacˇini de-
lovanja in stanja motorja ter prehodi med njimi. Na nasˇi napravi je uporabljeno
pozicioniranje znotraj pogona. To pomeni, da pogonu posˇljemo zˇeleno pozicijo,
navor in hitrost, pogon pa nato sam izvede pozicioniranje [11].
Podprti nacˇini delovanja [11]:
• delovanje z nadzorom navora,
• delovanje v hitrostnem rezˇimu,
• pozicioniranje s ciklicˇnim posˇiljanjem vrednosti ukaza,
• interna interpolacija pogona,
• pozicioniranje znotraj pogona,
• pozicioniranje v blocˇnem nacˇinu,
• sinhronizacijski nacˇini.
Opozorila servopogona za razliko od napak ne onemogocˇijo njegovega de-
lovanja. Glede na nacˇin delovanja in nastavitve parametrov se izvaja vecˇ funkcij
monitoriranja. Te funkcije detektirajo statuse, ki sˇe vedno omogocˇajo pravilno
delovanje, vendar ko je tak status prisoten vecˇ cˇasa, povzrocˇi napako in strojno-
programska oprema onemogocˇi delovanje motorja. V tem primeru se generirajo
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opozorila. Opozorila so razdeljena v dva razreda, glede na pogoj, ali se ob opozo-
rilu izvede reakcija ali ne. Opozorila brez reakcije pogona opisujejo diagnosticˇna
sporocˇila E2xxx, E3xxx in E4xxx. Opozorila z reakcijo pogona so zapisana v dia-
gnosticˇnem sporocˇilu E8xxx. Dokler bodo pogoji za dolocˇeno opozorilo izpolnjeni,
bo opozorilo prikazano in ga ne bo mogocˇe izbrisati. Za razliko od opozoril so
napake generirane, kadar je detektiran status, ki vpliva na pravilno delovanje
pogona ali ga celo onemogocˇa. Napake so prav tako razdeljene v sˇest razlicˇnih
razredov. Prikazane so v tabeli 3.2.
Oznaka dia-
gnosticˇnega
sporocˇila
Razred napake
F2xxx neusodna napaka
F3xxx neusodna varnostna napaka
F4xxx napaka vmesnika
F6xxx napaka obmocˇja premikanja
F8xxx usodna napaka
F9xxx usodna sistemska napaka
E-xxxx usodna sistemska napaka, procesorska izjema
Tabela 3.2: Razredi napak pogona
Reakcija pogona na napako je definirana s parametrom P-0-0119, ki dolocˇa
najboljˇsi mozˇni pojemek. Po zaustavitvi, ki je posledica napake, je motor brez
navora. Napake niso samodejno pobrisane, zato je potrebno aktivirati parameter
S-0-0099, ki omogocˇa ponastavitev napak, ali pritisniti tipko ESC na panelu
pogona. Cˇe je napaka sˇe vedno prisotna, se sporocˇilo napake takoj spet pojavi.
Pogon shranjuje zadnjih petdeset napak v spominu pod sˇtevilko parametra P-0-
0192, tj. diagnosticˇno sˇtevilko spomina napak.
Kot zˇe recˇeno, je motor s PLK-jem povezan preko vmesnika PROFINET.
Za konfiguracijo motorja je uporabljeno programsko orodje IndraWorks. Najprej
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Real Time Input
Parameter Opis Dolzˇina[byte]
P-0-4078 Field bus: Status word 2
S-0-0051 Position feedback value 4
S-0-0040 Velocity feedback value 4
S-0-0390 Diagnostic message number 2
S-0-0084 Torque/force feedback value 4
S-0-0189 Following distance 4
Tabela 3.3: Statusni podatki
Real Time Output
Parameter Opis Dolzˇina[byte]
P-0-4077 Field bus: Control word 2
S-0-0282 Positioning command value 4
S-0-0259 Positioning velocity 4
S-0-0145 Signal control word 2
S-0-0092 Bipolar torque/force limit value 2
S-0-0036 Velocity command value 4
S-0-0041 Homing velocity 4
Tabela 3.4: Kontrolni podatki
V istem koraku je potrebno definirati maksimalno pot in pri vretenu tudi po-
mik v milimetrih, ki jih naredi motor pri enem obratu. Maksimalna pot, ki jo
motor lahko prepotuje, je definirana z mehanskim sestavom pomika. V namen
preprecˇevanja kolizije oz. strojeloma moramo v naslednjem koraku pod zavihkom
Motion Limits definirati limite, do katerih motor lahko potuje. Limite so torej
malo manjˇse od maksimalne poti, ki jo motor lahko prepotuje, preden pride do
mehanske prepreke. V mojem primeru je ta meja dva milimetra pred mehansko
prepreko. Po opisani konfiguraciji lahko motor premikamo v Jog nacˇinu. Ko smo
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Vodilo SSI Sinhronsko serijsko vodilo (ang. SSI) je standardni tip serijskega
vmesnika, ki je obsˇirno uporabljen v industrijskih aplikacijah, predvsem pri ro-
tacijskih enkoderjih. Vodilo predstavlja medtocˇkovno (ang. Point-to-point),
gospodar-suzˇenj (ang. Master-slave) komunikacijo. V nasˇem primeru komuni-
kacija poteka med Digiforce merilnikom sile in poti, ki predstavlja gospodarja,
in rotacijskim enkoderjem, ki predstavlja suzˇnja. Podatek o poziciji je kontinui-
rano posodobljen in dostopen na izhodnem registru servopogona. Kadar senzor
dobi od krmilnika vlak pulzov, zacˇne sekvencˇno prenasˇati bite krmilniku. Ko je
prenesˇen zadnji, najmanj pomemben bit (ang. LSB), senzor zadrzˇi vrednost za
dolocˇen cˇas, nato se cikel ponovi. Pri komunikaciji je uporabljenih pet sponk.
Urni signal in podatkovni signal sta prenesˇena po standardu RS-422, ki dolocˇa
komunikacijo z uporabo diferencˇne napetosti. Ta nacˇin prinasˇa prednosti pri upo-
rabi v industrijskih okoljih, kjer so naprave podvrzˇene velikim elektromagnetnim
motnjam.
Slika 3.9 prikazuje povezavo enkoderja na motorju z merilnikom Digiforce.
Slika 3.10 pa prikazuje potek prenosa podatkov med merilnikom Digiforce in ser-
vopogonom, kjer sˇtevilka ena prikazuje dvanajst poslanih bitov, ki predstavljajo
resolucijo za 4096 obratov, sˇtevilka dve pa podatke, ki predstavljajo resolucijo
enega obrata enkoderja. G0 prikazuje najmanj pomemben bit prenesenih po-
datkov, G23 pa najbolj pomemben bit prenesenih podatkov. Izmenjano je torej
skupno sˇtiriindvajset bitov, na sliki 3.10 oznacˇeno s cˇrko m, dvanajst za resolucijo
enega obrata in dvanajst za resolucijo 4096 obratov. Cˇrka T prikazuje cˇas urnega
takta, Tp prikazuje cˇas pavze med dvema nizoma podatkov ter Tv prikazuje za-
kasnitveni cˇas bita podatka glede na urni takt. Prikazan je tudi bit PFB (ang.
Power failiure bit), ki pa ni uporabljen in je zmeraj postavljen na nizki logicˇni
nivo.
Merilna sonda sile Merilna sonda je kompaktne izvedbe, v ohiˇsju iz ner-
javecˇega jekla in primerna za uporabo v razlicˇnih industrijskih aplikacijah. V
nasˇem primeru je vgrajena v mehansko konstrukcijo vtiskovalne enote. Meri-
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Slika 3.9: Povezava SSI
tev temelji na uporovnih listicˇih, povezanih v poln mosticˇ. Izhodna napetost je
posledica spremembe upornosti na listicˇih in je proporcionalna merjeni sili.
Model Merilno obmocˇje Natancˇnost [%] Ne-ponovljivost[%] Tezˇa[g]
8402− 6020 0..20kN ≤ ±0.5 ≤ ±0.25 19
Tabela 3.5: Tehnicˇni podatki sonde
Mehanicˇno je senzor sestavljen le iz ohiˇsja iz kvalitetnih materialov z dolocˇeno
elasticˇnostjo, na katerega so pritrjeni uporovni listicˇi. Uporovni listicˇi so nicˇ dru-
gega kot tanka kovinska folija, pritrjena na nosilni material. Ko se listicˇ upogne,
se raztegne in dolzˇina kovinske folije, tj. prevodnika, se povecˇa, debelina pa
zmanjˇsa. To rezultira k povecˇani upornosti. V namen zmanjˇsevanja nezˇelenih
ucˇinkov na meritev so uporovni listicˇi vezani v Wheatstonov mosticˇ. Poleg sˇtirih
listicˇev so v vezavi uporabljeni tudi kompenzacijski upori, ki zmanjˇsujejo vpliv
temperature na meritev. Prav tako so uporabljeni upori za uravnotezˇenje mo-
sticˇa. Izhodna napetost senzorja pri maksimalni obremenitvi je dolocˇena z enacˇbo
(3.1), kjer je Ua izhodna napetost, c je obcˇutljivost senzorja in Ub je vzbujalna
napetost.
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Slika 3.10: Potek podatkov SSI
Ua = c× Ub (3.1)
Postopek nastavitve merilnika Pri nastavljanju merilne naprave je potrebno
uposˇtevati specifikacije merilne sonde kot tudi specifikacije vodila SSI na servomo-
torju. Najprej je potrebno na merilnemu aparatu nastaviti potrebne nastavitve
za prenasˇanje podatka o trenutni poziciji.
V meniju nastavitve kanala (ang. Chanel settings) pod opcijo kanal X iz-
beremo terminal C, tip senzorja SSI in vstopimo v konfiguracijski meni z izbiro
gumba More. Pod stolpcem Setup v nastavitvenem meniju za kanal X na ter-
minalu C pod tip senzorja (ang. Sensor type) izberemo linearni enkoder (ang.
Linear encoder), saj je nasˇe skaliranje pozicije na servomotorju linearno. V spe-
cifikacijah servomotorja je dolocˇeno, da se pri podajanju podatkov o poziciji upo-
rablja Grayeva koda, torej izberemo to nastavitev. Prav tako je dolocˇeno, da je
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format desno poravnan, brez parnega bita in da se prenos izvaja s hitrostjo 1
MHz. Na sliki 3.10 je jasno razvidno, da je dolzˇina podatkov sˇtiriindvajset bitov,
saj petindvajseti bit ni uporabljen. Nastavitev za totalno dolzˇino bitov (ang. To-
tal number of bits) torej nastavimo na sˇtiriindvajset. Prav tako na sˇtiriindvajset
izberemo nastavitev sˇtevila bitov, ki predstavljajo dolzˇino oz. podatek o poziciji.
Nastavitev resolucije je odvisna od nastavitev na servomotorju, kjer je potrebno
dolocˇiti sˇtevilo bitov. Ta nastavitev dolocˇa sˇtevilo bitov podatka, ki predstavljajo
milimeter pomika. V nasˇem primeru je to dvanajst bitov. Glede na to, da je dva-
najst bitov enako vrednosti 4096, na merilnem insˇtrumentu nastavimo resolucijo
linearnega pomika 0, 00024. Do te sˇtevilke pridemo po enacˇbi Res = 1/4096.
Nadalje je potrebno servomotor zapeljati v dve skrajni tocˇki in z ukazom izmeri
(ang. Measure) dolocˇiti kalibracijske vrednosti. Spodnja skalirna vrednost (ang.
Lower scale value) in zgornja skalirna vrednost (ang. Upper scale value) sta v
nasˇem primeru isti kot kalibracijski vrednosti, saj iz servomotorja dobivamo ak-
tualno pozicijo in skaliranje te vrednosti ni potrebno. Uporabljene vrednosti so
predstavljene v milimetrih.
Za nastavitev merilne sonde je v meniju nastavitve kanala za kanal Y1 na
terminalu A potrebno nastaviti senzor z uporovnim listicˇem (ang. Strain gage).
Po vstopu v podmeni z izbiro gumba vecˇ (ang. More) pridemo do konfiguracije
merilne sonde. Vse vrednosti, ki jih je potrebno nastaviti, dobimo na testnem in
kalibracijskem listu, ki je prilozˇen merilni sondi. Tako nastavimo vzbujalno nape-
tost (ang. Excitation voltage), v nasˇem primeru 5V , obcˇutljivost (1, 4999mV/V ),
vhodno obmocˇje (ang. Input range), v mojem primeru 4mV/V . V primeru, ko
hocˇemo uporabljati celotno merilno obmocˇje senzorja, mora biti ta vrednost vecˇja
ali enaka vrednosti obcˇutljivosti. Sledi sˇe nastavitev kalibracijskih vrednosti. Za
spodnjo kalibracijsko vrednost (ang. lower calibration value) dolocˇimo merjeno
vrednost, ko merilna sonda ni obremenjena in za zgornjo kalibracijsko vrednost,
ki je ne moremo izmeriti, dolocˇimo vrednost, ki je enaka vsoti obcˇutljivosti in
spodnje kalibracijske vrednosti. Spodnja skalirna vrednost je v nasˇem primeru
enaka 0 kN , zgornja pa 20 kN , to je celotno merilno obmocˇje merilne sonde v kN .
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3.1.6 Kamera
Kamera Keyence IV500 je uporabljena za kontrolo O-ringa, ki ga predhodna
naprava na proizvodni liniji vstavlja v zadnjo stran okrova. O-ring sluzˇi pre-
precˇevanju vrtenja oz. zdrsa zadnjega lezˇaja alternatorja, ki je fiksno vpet na
gred rotorja, a je zaradi mehanskih lastnosti materiala gibljiv v lezˇiˇscˇu okrova.
Omenjena naprava je torej barvna kamera, ki zajema sliko in na njej detektira
lastnosti, ki so uporabniˇsko izbrane. V nasˇem primeru torej preverjamo priso-
tnost O-ringa v okrovu. Pri detekciji O-ringa se uporabljata dve orodji, ki nam
jih ponuja programsko orodje IV Navigator. Obe orodji uporabljata detekcijo na
podlagi dolocˇanja odstotka barvnega podrocˇja, ki ga na izbranem obmocˇju zaseda
izbrana barva. S prvim orodjem preverjamo, ali je O-ring na pravem mestu, torej
ali cˇrna barva zaseda nad 95% tankega obmocˇja okoli lokacije, kjer se O-ring
nahaja. Z drugim orodjem pa preverjamo, da cˇrna barva ne zaseda majhnega
obrocˇa znotraj pravilne pozicije O-ringa, torej obrocˇa z manjˇsim radijem. Slika
3.12a prikazuje detekcijo pravilno vstavljenega O-ringa, medtem ko slika 3.12b
prikazuje detekcijo napacˇno vstavljenega O-ringa.
(a) Kontrola O-ringa (b) Kontrola prostora (c) O-ring ni prisoten
Slika 3.11: Prikaz detekcije O-ringa
Kamera torej preverja barvno podrocˇje na fiksni poziciji. V primeru, da se
pozicija spremeni, moramo kamero ponastaviti. Kamera vsebuje vecˇ programov,
za vsak tip okrova svoj program. Programi so dolocˇeni v kameri in klicani iz
PLK-ja, kjer so shranjeni v recepturi.
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Gre torej za enostavno kamero, ki vsebuje preprosta orodja za vrednote-
nje slik. Algoritmi kamere za detektiranje barve sicer niso znani, ampak lahko
sklepam, da gre za eno izmed metod merjenja razdalje med dvema vektorjema
RGB. Pri konfiguraciji orodja izberemo barvo tocˇno dolocˇenega piksla in kamera
na celotni sliki poiˇscˇe piksle, ki pripadajo tocˇno tej dolocˇeni barvi. Za detekcijo
vecˇ odtenkov barv, v nasˇem primeru vecˇ odtenkov cˇrne barve, moramo pokli-
kati vecˇ pikslov z barvo, ki jo zˇelimo detektirati. Kamera nato meri dolzˇine med
mnozˇico izbranih vektorjev in posameznim pikslom na sliki. Sicer preprosto de-
lovanje se na aplikaciji izkazˇe za uspesˇno, saj so centri okrovov fiksni in O-ringi
enakih dimenzij. Med nekaterimi druzˇinami okrovov se spreminja samo globina,
zato imamo zaradi fokusa na kameri dolocˇenih vsega skupaj pet programov.
(a) O-ring prisoten (b) O-ring napaka
Slika 3.12: Evalvacija O-ringa
3.1.7 Cˇitalec kode DMC
DMC predstavlja oznako za kodo podatkovne matrike (ang. Data Matrix Code
- DMC). Pojem sledljivost v proizvodni industriji predstavlja nujne informacije
o proizvajalcih, dobaviteljih in distributerjih. Te informacije so shranjene in
predstavljajo referencˇni podatek o izvoru produkta. V grobem lahko sledljivost
razdelimo na dva dela. To sta verizˇna sledljivost, ki predstavlja sledljivost med
proizvajalci ali med vecˇ procesi, in notranja sledljivost, ki predstavlja sledljivost
znotraj procesa montazˇe. Slednja dolocˇa izvedbo sledljivosti na proizvodni liniji,
katere del je tudi opisano delovno mesto. Prvo delovno mesto alternatorske li-
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modulov in lahko vsebuje najvecˇ 3116 numericˇnih znakov ali najvecˇ 2335 alfa-
numericˇnih znakov. Zadnja verzija kode je ECC200 in ima nadgrajeno zmozˇnost
popravljanja napak. Uporablja Reed-Solomonovo kodo sˇifriranja za preverjanje in
odpravljanje napak zapisa podatkov. Razlika med prejˇsnjimi verzijami in verzijo
ECC200 je v sˇtevilu modulov na stranico. Starejˇse verzije imajo liho sˇtevilo mo-
dulov, medtem ko ima nova verzija parno sˇtevilo modulov. Podatkovno obmocˇje
kode DMC je obkrozˇeno z vzorcem v obliki cˇrke L in vzorcem cˇrtkane linije, ki se
imenuje urin vzorec. Ta dva vzorca v kombinaciji s procesiranjem slike omogocˇata
dolocˇitev pozicije kode in branje ne glede na orientacijo bralnika. Kadar je v kodi
vecˇ kot 24×24 modulov, je koda razdeljena v bloke, ki ne presegajo teh dimenzij.
Razdeljevanje v bloke omogocˇa boljˇse preprecˇevanje popacˇenja kode. Obstaja
sˇtiriindvajset velikosti kode DMC, od 10 × 10 do 144 × 144 modulov. Meja oz.
prazen prostor okoli kode DMC mora biti vecˇji od velikosti posameznega modula
kode.
Velikost simbola Blok Podatkovna celica
10× 10 do 26× 26 1 8× 8 do 24× 24
28× 28 do 52× 52 4 14× 14 do 24× 24
64× 64 do 104× 104 16 14× 14 do 24× 24
120× 120 do 144× 144 36 18× 18 do 22× 22
Tabela 3.6: Velikosti kode DMC
3.2 Opis mehanskih lastnosti
Jedro stroja je vsekakor vtiskovalna enota, prikazana na Sliki 3.14. Vtiskovalna
enota, na sliki prikazana s cˇrko G, je plavajocˇa, kar pomeni, da je neodvisna od
viˇsine med lezˇiˇscˇem okrova in usˇesom. Enosmerni motor, na Sliki 3.14 oznacˇen
s cˇrko A, sluzˇi samo prednastavljanju vtiskovalne enote na zˇeljeno pozicijo. Ta
pozicija je zacˇetna pozicija vtiskanja in mora omogocˇati lahko vstavljanje tulke
na trn ter cˇim bolj skrajˇsati pot, preden se zacˇne vtiskanje. Vtiskanje se izvaja
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s servomotorjem, oznacˇenim s cˇrko B. Gre za nekoliko mocˇnejˇsi motor, ki preko
vretena, oznacˇenega s cˇrko I, pomika cˇeljust, oznacˇeno s cˇrko H, proti okrovu
in zacˇetku vtiskanja. V cˇeljust je vstavljena merilna sonda, opisana v poglavju
3.1.5. Okrov je pred vtiskanjem postavljen v lezˇiˇscˇe, oznacˇeno s cˇrko E, tulka
je postavljena na trn, oznacˇen s cˇrko F in vpet s cilindrom oznacˇenim s cˇrko C.
Manjˇsi servomotor, oznacˇen s cˇrko D, sluzˇi vrtenju okrova z dvema usˇesoma.
Slika 3.14: Vtiskovalna enota
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Vrtenje okrova z dvema usˇesoma je potrebno pri vtiskanju druge tulke. Slika
3.15a prikazuje prijem tulke na drugem trnu, ki se nahaja znotraj naprave. Ope-
rater pri vtiskanju dveh tulk prvo postavi na prvi trn, na katerem je zˇe nastavljen
tudi okrov, drugo pa postavi na drugi trn. Po vtiskanju prve tulke se trn pospravi
navzdol, okrov se zavrti na polozˇaj drugega usˇesa in trn na vtiskovalni enoti se
ponovno dvigne. Servomotor, ki pomika prijemalno enoto v vertikalni smeri, po-
makne klesˇcˇe na polozˇaj prijema druge tulke, klesˇcˇe tulko primejo in motor jo
dvigne iz trna. Cilinder nato drugo tulko pomakne na polozˇaj vtiskovalne enote,
kot prikazuje slika 3.15b, kjer jo isti motor, ki jo je dvignil z lezˇiˇscˇa drugega trna,
postavi na lezˇiˇscˇe prvega. Klesˇcˇe se umaknejo v desno, okrov se vpne v lezˇiˇscˇe in
vtiskanje se lahko zacˇne.
(a) Prijem druge tulke (b) Prenos druge tulke
Slika 3.15: Manipulacija druge tulke
Slika 3.16 prikazuje vse elemente kinematike stroja. Predhodno opisana vti-
skovalna enota je na levi strani, na desni strani je namesˇcˇen drugi trn, oznacˇen s
cˇrko J. Tu je tudi prijemalo in servomotor za horizontalni pomik, oznacˇena sta s
cˇrkoK. Razvidno je tudi, da je gnezdo okrova pomicˇno in se pomika horizontalno,
oznacˇeno je s cˇrko L. Gnezdo se skupaj z vpenjalnim cilindrom pomakne skrajno
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desno pri preurejanju, s tem je omogocˇena lazˇja menjava trna na vtiskovalni enoti.
Nato se gnezdo pomakne na polozˇaj vtiskanja, ki je odvisen od medosne razdalje
okrova in njegovega usˇesa. Skrajno desno so na polici pripravljeni trni razlicˇnih
dimenzij, oznacˇeni s cˇrkoM, ki jih mora operater pri zamenjavi produkta menjati.
Pod policˇko je namesˇcˇen cˇitalec kode DMC, ki prebere kodo na okrovu, preden
je ta vstavljen v napravo, na Sliki 3.16 je oznacˇen s cˇrko N. Za zagotavljanje
varnosti ob delovanju stroja se ob pritisku tipke zazˇeni, ki je pritrjena na polici
izven stroja, zaprejo vrata. Kadar so vrata zaprta, ima stroj izpolnjene pogoje
za delovanje, servomotorji so elektricˇno omogocˇeni in v sekvenci je izpolnjen prvi
pogoj za delovanje.
Slika 3.16: Prikaz mehanike
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3.3 Komunikacija med napravami
3.3.1 Ethernet
Ethernet je podatkovna omrezˇna tehnologija, ki temelji na podatkovnih okvirjih
(ang. Frames). Naprave, ki so povezane na lokalnem omrezˇju (ang. LAN) lahko
komunicirajo med seboj z uporabo t. i. okvirjev ali paketov. Dandanes naprave
preko omrezˇja Ethernet komunicirajo na globalnem nivoju. Ethernet opisuje
signale, ki po omrezˇju potujejo, format paketov, ki se prenasˇajo in protokole, po
katerih je komunikacija dolocˇena. Prav tako dolocˇa konektorje in kable, ki so v teh
omrezˇjih uporabljeni. Prenos je najprej potekal po koaksialnih kablih. Ethernet
dolocˇa fizicˇno plast (OSI Layer 1) in povezovalno plast (OSI Layer 2). Leta 1993 se
je v skupino Fast Ethernet Alliance zdruzˇilo vecˇ kot petdeset podjetij s skupnim
ciljem specificiranja Etherneta s hitrostjo 100 Mb/s. Cilj je bil izpolnjen leta
1995 z dolocˇitvijo standarda IEEE 802.3u. Standard torej dolocˇa hitrost prenosa
podatkov 100 Mb/s, ki se prenasˇajo po zviti parici (ang. twisted pair). Leta
1999 je bil standard nadgrajen s standardizacijo gigabitnega Etherneta, nato 10-
gigabitnega Etherneta leta 2001.
Ethernet je prvo v industrijsko okolje prineslo podjetje Siemens AG leta
1985. Industrijski Ethernet se razlikuje od Etherneta v domacˇi uporabi. V in-
dustriji se uporabljajo specificˇna omrezˇja v linearnih in redundantnih omrezˇnih
strukturah, robustni konektorji, kabli, predvsem za preprecˇevanje vplivov elektro-
magnetnih motenj. Velik vpliv v teh okoljih imajo tudi prisotnost vlage, vibracij,
visokih temperatur ter razlicˇnih kontaminacij, npr. olja itd.
3.3.2 PROFINET
Ime PROFINET je sestavljeno iz treh besed (PROcess FIeld NET). PROFINET
dolocˇa uporabo insˇtalacijskih tehnologij, komunikacijo v realnem cˇasu, upravlja-
nje z omrezˇji in funkcije za integracijo spletnih strani [12]. Za uporabo v razlicˇnih
aplikacijah in v razlicˇne namene se PROFINET deli na PROFINET IO in PRO-
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FINET CBA. PROFINET IO je uporabljen pri vgradnji distribuiranih vhodno-
izhodnih naprav. Omogocˇa direktno komunikacijo med distribuiranimi napra-
vami, ki so povezane preko Etherneta. Omogocˇa hiter prenos podatkov, v rangu
milisekund med krmilniki in vhodno-izhodnimi napravami, njihovo parametriza-
cijo ter diagnostiko. Za izmenjevanje podatkov uporablja komunikacijo v realnem
cˇasu s cˇasi cikla v rangu deseiht milisekund. Temelji na petnajstletnih izkusˇnjah
uspesˇne uporabe vmesnika PROFIBUS DP. PROFINET IO naj bi bila njegova
nadgradnja s tehnologijami Etherneta, saj pogled na procesno podatkovno struk-
turo ostaja nespremenjen. Isti je dostop do vhodno-izhodnih podatkov preko
logicˇnih naslovov, shranjevanje parametrov in sporocˇanje diagnosticˇnih dogodkov
ter uporaba diagnosticˇnega medpomnilnika. PROFINET IO uporablja stikalne
tehnologije, ki omogocˇajo vsem napravam dostop do mrezˇe ob vsakem trenutku.
Simultano posˇiljanje in prejemanje je omogocˇeno z uporabo full-duplex delovanja
3 s pasovno sˇirino 100 Mbit/s [13].
PROFINET CBA (ang. Component Based Automation) se uporablja pri
modularnih obratih v distribuirani avtomatiki. PROFINET CBA opredeljuje
sˇirsˇi pogled na avtomatizirani obrat. Obrati so po vecˇini razdeljeni na avtono-
mne enote. Te enote so nadzirane oz. vodene z uporabniˇsko dolocˇenimi aplika-
cijami. Profinet CBA nastopi pri aplikacijah, kjer se morajo podatki prenasˇati
med krmilniki.
PROFINET je torej vecˇ kot le industrijski Ethernet. Je standard, ki iz-
polnjuje vse zahteve uporabe Etherneta na podrocˇju industrijske avtomatizacije.
Vsaka naprava PROFINET ima vsaj eno povezavo PROFINET in lahko predsta-
vlja vlogo gospodarja ter lahko opravlja funkcijo proksija. Prav tako ima vsaka
PROFINET naprava unikaten MAC naslov, IP naslov in ime naprave. Vmesnik
je na napravah Siemens oznacˇen s cˇrko X, npr. X1, vrata pa so oznacˇena s cˇrko P,
npr. P1. Tako vmesnik kot vrata naprave PROFINET IO sta preslikana na pod-
module z locˇenimi diagnosticˇnimi naslovi. Naprave PROFINET so v industrijsko
3Full-duplex podatkovni prenos omogocˇa prenasˇanje podatkov v obe smeri na enem preno-
snem mediju.
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omrezˇje lahko povezane zˇicˇno z uporabo bakrenih ali opticˇnih kablov, lahko pa
tudi brezzˇicˇno. Glede na to, da Profinet komunikacija temelji na Ethernetu, so
lahko pri povezovanju v omrezˇje uporabljene navadne stikalne naprave. Take na-
prave ne znajo locˇiti protokola PROFINET od drugih podatkov v mrezˇi. Kadar
se po isti mrezˇi skupaj s PROFINET-om posˇiljajo velike kolicˇine podatkov, se
lahko upocˇasni njegovo delovanje. Tu pride v posˇtev uporaba stikalnih naprav
in usmerjevalnikov, ki podpirajo PROFINET komunikacijo. Taka naprava zna
locˇiti podatke na mrezˇi in tako lahko da prioriteto PROFINET komunikaciji. V
kontekstu PROFINET-a locˇimo dve stikalni tehnologiji, ki skrbita za komuni-
kacijo v realnem cˇasu. Sporocˇilni okvirji PROFINET IO imajo prednost pred
standardnimi. Pri stikalnemu nacˇinu Store and forward stikalna naprava shrani
dobljena sporocˇila in jih shrani v vrsto, kjer so razporejeni po prioriteti. Sporocˇila
so nato poslana po dolocˇenih vratih do ustrezne naprave. Druga metoda se ime-
nuje Cut through. Pri tej metodi je sporocˇilo poslano takoj, ko so ustrezna vrata
dolocˇena. Stikalne naprave, ki podpirajo PROFINET komunikacijo znajo locˇiti
in omejiti dostop med razlicˇnimi omrezˇji in podmrezˇami. Pri povezovanju naprav
poznamo vecˇ topologij povezovanja. V zvezdo se povezujejo vecˇ kot dve napravi,
priklopljene na isto stikalno napravo. V drevo se povezuje vecˇ zvezdnih arhitek-
tur, linearno topologijo dolocˇajo naprave, ki so zaporedno povezane in zadnja
izmed topologij je krozˇna topologija, kjer s povezovanjem naprav v krog vsaki
napravi damo dve povezavi na isto stikalno napravo. Tako povezane naprave so
v redundanci.
PROFINET podpira aciklicˇni tip prenosa diagnosticˇnih podatkov in preki-
nitev ter ciklicˇni prenos uporabniˇskih podatkov. Med ciklicˇne prenose spada tudi
komunikacija v realnem cˇasu. Kar pomeni, da sistem procesira zunanje dogodke
znotraj definiranega cˇasa. Determinizem pa je zmozˇnost sistema, da se odzove na
predviden nacˇin. Za cˇasovno zahtevne uporabniˇske podatke PROFINET IO ne
uporablja TCP/IP komunikacije, ampak uporablja komunikacijo v realnem cˇasu
(ang. real time - RT) ali izohrono komunikacijo v realnem cˇasu (ang. isohronous
real time - IRT) za sinhronizirano izmenjavo podatkov. Pri izohroni komunikaciji
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v realnem cˇasu sinhronizacijski gospodar odda sinhronizacijsko sporocˇilo, ki ga
suzˇnji uporabijo za njihovo sinhronizacijo z njim. Pri IRT je znotraj urnega takta
posˇiljanja rezervirana pasovna sˇirina. To omogocˇa nemoteno prenasˇanje podat-
kov v tocˇno dolocˇenih sinhroniziranih intervalih. ’IRT komunikacija je upora-
bljena v aplikacijah, ki zahtevajo veliko cˇasovno preciznost, saj so naprave z IRT
med sabo sinhronizirane znotraj okvirja milisekunde. Komunikacijski funkciji sta
standardizirani v mednarodnem standardu IEC 61158.
Glede na to, da je PROFINET komunikacija del Etherneta, vsaka naprava
v mrezˇi potrebuje svoj unikaten IP naslov. Poleg IP-ja je vsaki napravi potrebno
dolocˇiti tudi unikatno ime. Kadar je ime naprave dolocˇeno, lahko do nje dostopa
krmilnik. Uporaba imena je izbrana zgolj zaradi preprostejˇsega dela z imeni
naprav, kot pa z IP naslovi [13]. Priporocˇeno je tudi strukturiranje imen naprav
PROFINET zgledujocˇ se po DNS konvencije 4. Poleg imena ima vsaka naprava
na mrezˇi PROFINET svojo sˇtevilko. Vecˇ o samem nacˇinu konfiguracije naprav
PROFINET sledi v poglavju 3.4.1.
3.4 Programiranje naprave za vtisk tulke
Program naprave je napisan v programskem okolju TIA Portal. Uporabljeni so
vsega skupaj trije programski jeziki. To so lestvicˇni diagram, strukturirani tekst
in seznam ukazov. Po kreiranju novega projekta je vanj potrebno vkljucˇiti na-
pravi. Prva naprava je predhodno opisan PLK, druga pa KTP700 panel. Ko v
projekt dodamo izbrano centralno procesno enoto, pod zavihkom Device confi-
guration dolocˇimo sˇe druge module, ki jih bomo uporabljali. Naslednji korak je
dolocˇitev IP naslova in imena PLK-ja, ter dolocˇitev ustreznih vhodno-izhodnih
naslovov modulov. Vrstni red modulov v konfiguraciji naprave mora biti enak
dejanskemu stanju. Nadaljujemo z dodajanjem naprav pod zavihkom Devices &
Networks. Tu v projekt vkljucˇimo naprave, ki so povezane s krmilnikom in med
seboj v mrezˇi. Naprave vkljucˇujemo z uporabo GSD datotek. To so datoteke v
4DNS konvencije so dolocˇene po Internationalizing Domain Names in Applications (IDNA)
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XML formatu, ki vsebujejo generalne ter za napravo specificˇne lastnosti. V XML
datoteki so z uporabo kljucˇnih besed dolocˇeni parametri naprave, vhodno-izhodni
naslovi, po katerih naprava s PLK-jem komunicira po mrezˇi. V mojem primeru
je to mrezˇa PROFINET. Ko so vsi naslovi in imena naprav dolocˇeni5, lahko na
PLK nalozˇimo strojno konfiguracijo. V kolikor statusna lucˇka na PLK-ju sveti
zeleno, smo vse naprave pravilno dolocˇili. Konfiguracija panela je enako dolocˇena
v istem programskem okolju. Za uporabo web serverja, ki omogocˇa dostop do
podatkov na panelu, moramo pod zavihkom Runtime Settings, Services izbrati
znacˇki Start Sm@rtServer in Web service SOAP.
3.4.1 Postopek pisanja programa
Programiranje zacˇnemo z dolocˇanjem fizicˇnih vhodov in izhodov. Pod zavihkom
PLC tags ustvarimo dve novi tabeli oznak (ang. Tags), eno za vhode in drugo
za izhode. Oznake so spremenljivke, ki jim dolocˇimo ustrezno ime, fizicˇni vhod
ali izhod in tip spremenljivke. Nato dolocˇimo tabelo globalnih oznak. Prav tako
ustvarimo tabele oznak za uporabo cˇasovnikov in sˇtevcev. Sistemske oznake se
generirajo same z izbiro v strojni konfiguraciji. Sem spadajo spremenljivke, ki
vsebujejo razlicˇne urne takte. Programiranje nadaljujemo s pisanjem gonilnikov
uporabljenih naprav.
3.4.1.1 Gonilniki naprav
Vsaka naprava PROFINET, uporabljena v projektu, potrebuje svoj gonilnik, ki
je vkljucˇen v program na PLK-ju. V kontekstu programskih organizacijskih enot
so gonilniki funkcijski bloki. Z uporabo formalnih parametrov podajamo ukaze
in vrednosti v funkcijski blok in iz njega dobivamo informacije o napravi.
Glavna funkcija gonilnika je prenasˇanje podatkov med PLK-jem in izbrano
napravo. Za prenasˇanje dolzˇine podatkov, ki je vecˇja od sˇtirih bajtov, upora-
5Naslove in imena nekaterih naprav lahko dolocˇimo direktno na napravi, drugim jih dolocˇimo
iz programskega orodja TIA Portal z uporabo ukaza Assign Name.
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bljamo funkciji DPRD DAT in DPWR DAT. Prva funkcija sluzˇi konsistentnemu
branju podatkov iz naprave, druga pa pisanju konsistentnih podatkov na na-
pravo. Obe funkciji vzameta kot vhodni parameter zacˇetni naslov naprave, s
katero komuniciramo. Ta naslov je dolocˇen v strojni konfiguraciji z uporabo da-
toteke GSD. V primeru, da imamo podatke razdeljene na vecˇ naslovnih podrocˇij,
moramo vecˇkrat uporabiti funkciji konsistentnega branja in pisanja. Prvi izhodni
parameter funkcij je RET VAL, ki vracˇa diagnosticˇno sporocˇilo funkcije. Dia-
gnosticˇne vrednosti sporocˇila so v sˇestnajstiˇskem formatu zapisane v pomocˇi za
to funkcijo. Funkcija za pisanje ima drugi vhodni parameter, kamor povezˇemo
podatkovni blok ali strukturo, kjer se nahajajo podatki, ki jih bomo poslali. Pri
funkciji za branje je to izhodni parameter, na katerega povezˇemo podatkovni blok
ali strukturo podatkov, iz katere beremo. Dolzˇina podatkov na naslovu mora biti
vedno enaka dolzˇini podatkov v podatkovnem bloku ali strukturi. V nasprotnem
primeru nam diagnosticˇno sporocˇilo javi napako. Dobro je generirati strukturo,
ki je dejanska slika vseh vhodov ali izhodov naprave, s katero komuniciramo.
Strukturo dolocˇimo po podatkih, ki so dolocˇeni v prirocˇniku vmesnika naprave
PROFINET.
V funkcijskem bloku gonilnika po deklaraciji spremenljivk in formalnih pa-
rametrov v telesu funkcijskega bloka najprej preberemo podatke iz naprave, s ka-
tero komuniciramo. Nato po teh podatkih izvedemo logiko, ki je obicˇajno prozˇena
z vhodnim parametrom. Logika pripravi izhodne podatke, ki jih na koncu funk-
cijskega bloka zapiˇsemo na napravo. Dobro je, da se logika izvaja sekvencˇno, kjer
so prehodi med koraki sekvence pogojeni z dogodki na napravi oz. s podatki, ki
jih beremo. Dobro je, da so gonilniki napisani neodvisno od strojne opreme, na
kateri se izvajajo, vendar so specificˇni za dolocˇeno napravo.
3.4.1.2 Sekvence
Sekvence so zaporedje ukazov, po katerem hocˇemo, da stroj obratuje. Za zagon
sekvence morajo biti izpolnjeni dolocˇeni pogoji, npr. osnovni polozˇaj stroja je bil
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dosezˇen. Sekvenca je prav tako realizirana v funkcijskem bloku. Pri deklaraciji
spremenljivk sekvence dolocˇimo spremenljivke, ki bodo med izvajanjem prozˇile
nek dogodek, npr. prozˇenje cilindra, ukaz za premik motorja itd. Poleg teh spre-
menljivk je potrebno dolocˇiti tudi tiste, ki so za izvajanje sekvence sploh potrebne,
npr. sˇtevilka koraka. Sekvenco lahko piˇsemo v kateremkoli programskem jeziku.
V programu so sekvence dolocˇene z lestvicˇnim diagramom. Tu se na zacˇetku
koraka uporablja funkcija za primerjavo sˇtevilke koraka z aktualnim. Cˇe se vre-
dnosti ujemata, je pogoj za izvedbo koraka izpolnjen. Pri strukturiranem tekstu
se za sekvenco uporablja Case stavek. Kot je zˇe bilo predhodno omenjeno, se nasˇ
program lahko izvaja v treh sekvencah, odvisno od tipa okrova. Na zacˇetku vsake
sekvence se najprej poskenira koda, vgravirana v okrov. Po dobljenem dovoljenju
za delo in pritisku tipke zazˇeni se sekvenca nadaljuje s preverjanjem O-ringa. Ko
je O-ring v redu, se nadaljuje s prozˇenjem cilindrov in pomikom servomotorjev,
kot narekuje tehnologija vtiskanja tulke. Sekvenca se v nekem koraku koncˇa,
nov kos je poskeniran in postopek se ponovi. Princip delovanja je enak za vse
tri glavne sekvence. Te tri sekvence predstavljajo delovanje stroja pri vtiskanju
tulke. Dodatne sekvence predstavljajo sˇe sekvenca za osnovni polozˇaj, sekvenca
za preurejanje in podsekvenca prijema druge tulke.
3.4.1.3 Drugi gradniki programa
Uporabljeni so tudi drugi gradniki programa, npr. generiranje alarmov, prepiso-
vanje ukazov na izhod, generiranje statusov naprave, za pridobivanje diagnostike
naprav PROFINET itd. Nekateri od teh gradnikov so podani v obliki funkcij,
drugi pa v obliki funkcijskih blokov. V dodatku B je npr. prikazana izvorna koda
funkcijskega bloka za merjenje cˇasa koraka in cikla naprave.
3.4.1.4 Preverjanje operacije
Eden izmed pomembnejˇsih gradnikov programa je tudi preverjanje operacij, ki
so nad kosom izvedene. Slika 3.17 prikazuje izvajanje preverjanja. V bistvu je to
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ponovi pri vsakem kosu.
3.4.2 Struktura programa
Glavni oz. najviˇsji gradnik programa je funkcijski blok, ki predstavlja generalna
stanja stroja. Slika 3.18 prikazuje glavna stanja stroja in prehode med njimi.
Glavni pogoj za postavitev stroja v mirujocˇe stanje je pritisk tipke Zagon, ki ele-
ktricˇno omogocˇi napravo. Iz mirujocˇega stanja pridemo po pritisku tipke Osnovni
polozˇaj v stanje delovanja. Znotraj stanja delovanja stroja glede na izbiro tipa
okrova oz. glede na sˇtevilo tulk, ki jih bomo vtiskali, izvajamo izbrano sekvenco.
Vzporedno s potekom sekvence preverjamo tudi rezultat posameznih operacij in
po koncu sekvence dolocˇimo, ali je kos, nad katerim so bile izvedene operacije
dober ali slab. Cˇe je kos slab, pridemo v stanje slabega kosa, iz katerega pridemo
ponovno v stanje delovanja s prozˇenjem senzorja slabega kosa, ki je pritrjen na
drcˇo za slabe kose. Po koncˇani katerikoli izmed sekvenc pridemo ob prozˇenju
preurejanja v stanje izvajanja sekvence preurejanja. Ko je preurejanje koncˇano,
ponovno preverimo, ali so pogoji za osnovni polozˇaj izpolnjeni in nadaljujemo
v delovanje. Iz vsakega stanja stroja pridemo ob pojavu napake v stanje na-
pake. Ko je napaka odpravljena, pridemo ponovno v mirujocˇe stanje in postopek
prehajanja med stanji se ponovi.
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4 Standard IEC 61131-3
V poglavju je predstavljen standard IEC 61131-3, ki je uposˇtevan pri pisanju
programa za delovno mesto, predstavljeno v poglavju 3.
PLK-ji nadzirajo in vodijo kompleksne sisteme avtomatizacije. Izraz PLK
definira tako strojne kot tudi programske znacˇilnosti krmilnika. Za ucˇinkovito
uporabo strojnih resˇitev je torej potrebno imeti ustrezno orodje, ki nam omogocˇa
implementacijo funkcionalnosti delovanja dolocˇenega objekta v doticˇni aplikaciji.
Naj bo to preprosta programska resˇitev ali kompleksen program, ki vodi kom-
pleksne procese v realnem cˇasu. Zˇelimo si torej, da programirno orodje omogocˇa
sˇiroko izbiro programskih jezikov, spreminjanje programov med samim izvaja-
njem, ponovno uporabo PLK blokov, simulacijo in testiranje programov brez
uporabe realne aplikacije. Hocˇemo tudi, da programsko okolje vkljucˇuje inte-
grirana orodja za konfiguracijo posameznih sklopov aplikacije, zagotavlja kako-
vost programskih resˇitev in omogocˇa dokumentiranje projekta. Hocˇemo tudi, da
omogocˇa uporabo sistemov z odprtimi vmesniki, ki omogocˇajo lahko implemen-
tacijo in povezljivost med njimi. Lestvicˇni diagrami, seznam ukazov, sistemski
funkcijski diagram se sˇe uporabljajo, ampak so te klasicˇne programirne metode zˇe
nekoliko zastarele in jih nadomesˇcˇajo visoko nivojski programski jeziki, ki smo jih
navajeni iz racˇunalniˇskih okolij. Mednarodni standard IEC 61131 dolocˇa temelje
uporabe modernih programerskih konceptov [14].
Standard povzema zahteve modernih PLK sistemov z vidika strojne opreme
in programirnih okolij ter poleg modernih metod programiranja zajema tudi sta-
rejˇse zˇe uporabljene in preizkusˇene koncepte. Standard se sklicuje na deset drugih
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standardov in zajema veliko kolicˇino detajlov, ki jih proizvajalci doticˇne opreme
ne morejo popolnoma zagotoviti, zato morajo tocˇno specificirati, v katerih po-
gledih izpolnjujejo standard in v katerih ne. Bistvo standarda je, da z uporabo
njega profitirajo tako proizvajalci kot tudi uporabniki, saj uporaba standardnih
pristopov pomeni lazˇjo povezljivost sistemov razlicˇnih proizvajalcev in nizˇjo ceno
usposabljanja kadra. Standard je razdeljen na devet delov, kot prikazuje Tabela
4.1.
PLC Open je od proizvajalcev neodvisna mednarodna organizacija. Zavzema
se za razvoj in uporabo kompatibilne programske opreme za PLK-je. PLC Open
ni standardizacijski komite, kvecˇjemu je to organizacija, ki pomaga obstojecˇemu
standardu priti do mednarodne sprejemljivosti. Pozornost posvecˇam predvsem
tehnicˇnim specifikacijam standarda IEC 61131-3.
4.1 Struktura programa
Progamske organizacijske enote so najmanjˇse neodvisne programske enote upo-
rabniˇskega programa, ki lahko klicˇejo ena drugo s parametri ali brez. Trije tipi
programskih organizacijskih enot, v katere so razvrsˇcˇeni tipi blokov iz prejˇsnjih
standardov, so:
1. Programi predstavljajo najviˇsje enote, ki dostopajo do vhodov in izhodov
ter druge periferije. Predstavljajo glavni program ali zanko, v kateri so
klicani funkcijski bloki in funkcije programa.
2. Funkcijski bloki imajo svojo podatkovno strukturo, ki se ob klicu funk-
cijskega bloka generira kot instancˇni podatkovni blok.
3. Funkcije vracˇajo isti izhodni rezultat, kadar so klicane z istimi vhodnimi
parametri, in za razliko od funkcijskih blokov nimajo spomina.
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IEC 61131-1 Generalne definicije in tipicˇne funkcionalne
lastnosti, ki razlikujejo PLK-je od drugih sis-
temov.
IEC 61131-2 Definicija elektricˇnih, mehanskih in funkcio-
nalnih zahtev na napravah in njihovih kvali-
fikacijskih testov, stresnih testov itd.
IEC 61131-3 Standardizacija programskih jezikov v smislu
formalnih definicij, sintakse itd.
IEC 61131-4 Navodila za pomocˇ uporabnikom PLK-jev v
vseh fazah projekta avtomatizacije.
IEC 61131-5 Komunikacija med PLK-ji razlicˇnih proizva-
jalcev in z drugimi napravami.
IEC 61131-6 Zahteve za PLK-je in njihove periferne na-
prave, namenjene uporabi v varnostne na-
mene.
IEC 61131-7 Uporaba mehke logike (ang. Fuzzy logic),
uporabljene v PLK-jih.
IEC 61131-8 Smernice za aplikacije in implementacije pro-
gramskih jezikov, dolocˇenih v tretjem delu.
IEC 61131-9 Digitalni komunikacijski vmesnik IO-Link za
majhne senzorje in aktuatorje.
Tabela 4.1: Standard IEC 61131
Standard IEC 61131-3 dolocˇa tudi uporabo in obnasˇanje standardnih funk-
cij, ki npr. izvajajo aritmeticˇne in primerjalne funkcionalnosti. Prav tako so
preddefinirani tudi standardni funkcijski bloki, npr. cˇasovniki ali sˇtevci.
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4.1.1 Podatkovni tipi
Podatkovni tipi so po definiciji standarda objekti za shranjevanje in procesira-
nje informacije. Poznamo veliko podatkovnih tipov, npr. bool, int, word, real,
dword itd. Vecˇinoma podatkovne tipe povezujemo s spremenljivkami, ki so lahko
shranjene na razlicˇnih lokacijah. Lahko so globalne, definirane izven organiza-
cijskega bloka in uporaljene skozi celoten program, lahko so definirane lokalno,
npr. v funkcijskih blokih. Tu so uporabljene samo v doticˇnem funkcijskem bloku.
Spremenljivke so lahko definirane kot vhodne spremenljivke v funkcijski blok, iz-
hodne spremenljivke iz funkcijskega bloka ali vhodno-izhodne spremenljivke, ki
predstavljajo kazalec na lokacijo spremenljivke. Cˇe je taksˇni spremenljivki prire-
jena vrednost v funkcijskem bloku, je spremenjena tudi vrednost spremenljivke, ki
je na ta vhod povezana. Nasprotno so vhodne in izhodne spremenljivke kopirane
v spremenljivke, ki so povezane na te vhode in izhode. Deklaracija spremenljivk
je neodvisna od uporabe izbranega programskega jezika.
4.1.2 Uporabniˇski program
Uporabniˇski program je lahko napisan v tekstovnih ali graficˇnih programskih
jezikih. Med tekstovne spadata npr. strukturirani tekst (ang. Structured tekst -
ST) in seznam ukazov (ang. Instruction list - IL). Med graficˇne pa spadata npr.
lestvicˇni diagram in funkcijski blocˇni diagram.
Vecˇ programov lahko tecˇe na eni procesni enoti, lahko pa je procesnih enot
vecˇ. Programi, ki tecˇejo na eni procesni enoti, se razlikujejo v prioriteti ali v
nacˇinu izvajanja, ki je lahko periodicˇno, ciklicˇno ali prekinitveno. Izvajanje pro-
grama je seveda odvisno od strojne opreme, zato moramo pred zacˇetkom pisanja
programa dolocˇiti strojno konfiguracijo sistema, na katerem bo program tekel.
Standard IEC 61131-3 se zavzema za to, da so programske resˇitve neodvisne
od strojne opreme. To omogocˇa ponovno uporabo funkcijskih blokov in drugih
uporabniˇskih knjizˇnic.
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4.1.3 Programska organizacijska enota
Programska organizacijska enota je dolocˇena s podanim tipom in imenom. Razde-
ljena je na del, kjer so deklarirane spremenljivke, in del z instrukcijami programa.
Deklaracija spremenljivk opisuje vse spremenljivke, ki bodo uporabljene v pro-
gramu ali programski organizacijski enoti. Osebno mi je bolj vsˇecˇ deklaracija
spremenljivk v tekstovni obliki. Ta nacˇin uporabljajo npr. Beckhoffovo program-
sko orodje TwinCat in prejˇsnja verzija Siemensovega orodja Simantic Manager,
medtem ko je novejˇsa verzija TIA Portal spremenila deklaracijo spremenljivk v
drugacˇno obliko vnosa. Samo telo programske organizacijske enote je sestavljeno
iz logike, ki jo blok izvaja. Logika je lahko implementirana s katerimkoli pro-
gramskim jezikom standarda IEC 61131-3 v tekstovni ali graficˇni obliki. Koda
v dodatku A prikazuje deklaracijo spremenljivk funkcijskega bloka v tekstovni
obliki. Konkretno je blok uporabljen v Siemensovem orodju Simantic Manager
Step7.
4.1.4 Funkcijski bloki
Funkcijski bloki so glavni gradniki programov. Lahko so klicani znotraj program-
skega bloka ali znotraj drugega funkcijskega bloka. Funkcijski blok se od drugih
programskih organizacijskih blokov najbolj razlikuje po instanci. Kreacija spre-
menljivk z dolocˇitvijo imena in tipa spremenljivke se imenuje instantizacija. Tako
kot svojo instanco dobi spremenljivka X tipa int ob deklaraciji, tudi funkcijski
blok ob klicu v programu dobi svojo instanco, tj. instancˇni podatkovni blok.
Vsakemu instancˇnemu podatkovnemu bloku je ob uporabi v programu dodeljeno
unikatno ime in sˇtevilka podatkovnega bloka. Ime in sˇtevilko mu lahko dolocˇimo
rocˇno ali pa se to izvrsˇi avtomatsko. Ta lastnost nam omogocˇa, da lahko isti
funkcijski blok v programu vecˇkrat uporabimo. Instance so torej nekaksˇne struk-
turirane spremenljivke, ki se generirajo ob uporabi funkcijskega bloka v programu
in predstavljajo oz. opisujejo strukturo spremenljivk funkcijskega bloka. Uporaba
instanc v programu je simbolna, instance so v programu dostopane po imenu. V
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namen shranjevanja aktualnih vrednosti funkcijskega bloka oz. instance funkcij-
skega bloka morajo biti instance shranjene v staticˇnem podrocˇju spomina. Sklad
(ang. Stack) za lokalne zacˇasne spremenljivke ne more biti uporabljena kot smo
vajeni npr. z racˇunalniˇskega vidika, saj te strukture lahko zasedejo veliko kapa-
citet, ki jih strojna oprema ponuja. Za obvladovanje velikih podatkovnih polj ali
struktur nekateri sistemi omogocˇajo uporabo dinamicˇnih podatkovnih podrocˇij,
ki so dolocˇene z:
VAR_DYN
...
END_VAR
Z dinamicˇno alokacijo spomina in uporabo kazalcev oz. vhodno-izhodnih pa-
rametrov namesto vhodnih in/ali izhodnih parametrov je mogocˇe optimizirati
program tako, da porabi manj spominskih kapacitet. Instance in podatkovni
bloki so locirani v globalnem spominskem podrocˇju in dostopni celotnemu pro-
gramu. Omogocˇeno je tudi shranjevanje aktualnih vrednosti v primeru izpada
napajanja z izbiro znacˇke RETAIN. Instance so znacˇilne le za funkcijske bloke in
programe, medtem ko funkcije instanc nimajo.
Obstajajo dolocˇene omejitve, ki se jih moramo drzˇati, saj omogocˇajo po-
novno uporabo funkcijskih blokov v uporabniˇskih programih.
1. Uporaba fiksnih naslovov PLC-ja, vhodnega naslovnega podrocˇja, izho-
dnega naslovnega podrocˇja in spominskega podrocˇja namesto lokalnih spre-
menljivk v funkcijskih blokih ni dovoljena, saj zˇelimo, da njihova uporaba
ni omejena na specificˇno strojno opremo.
2. Prav tako ni dovoljena uporaba dostopnih spremenljivk (ang.
V AR ACESS) in globalnih spremenljivk (ang. V AR GLOBAL)
znotraj funkcijskega bloka. Uporabiti moramo eksterne spremenljivke
(ang. V AR EXTERNAL).
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3. Podatki so lahko podani v funkcijski blok in iz njega le preko parametrov
in eksternih spremenljivk, dedovanje kot npr. v C++ programskem jeziku
ni omogocˇeno.
Vsi ti pogoji omogocˇajo dojemanje funkcijskega bloka kot zakljucˇene celote,
neodvisne enkapsulirane podatkovne strukture z definiranim algoritmom, ki ope-
rira nad podatki. To predstavitev standard IEC 61131-3 opredeljuje kot objektno
orientirane funkcijske bloke. Tega pojma pa ne smemo mesˇati z uporabo objek-
tnega programiranja pri modernih viˇsjenivojskih programskih jezikih, kot je C++,
saj kot zˇe omenjeno, hierarhija tu ni podprta.
4.1.5 Funkcija
Funkcija, kot je definirana v standardu IEC 61131-3, operira nad vhodnimi pa-
rametri in pri istih vhodnih parametrih vedno vrne isto vrednost. V primeru
sistemskih funkcij predstavlja dodatno funkcionalnost, ki jo dolocˇa proizvajalec,
v primeru uporabniˇskih funkcij pa dodatno funkcionalnost operacij dolocˇa upo-
rabnik. Funkcije so torej aplikacijsko in sistemsko specificˇne. Kot zˇe omenjeno, je
glavno pravilo funkcije, da ob istih vhodnih parametrih vedno vrne isto vrednost,
ne glede na to, kdaj je funkcija klicana. Funkcije nimajo spomina, torej nimajo
instanc kot funkcijski bloki, so pa prav tako globalno dostopne in so klicane kjer
koli v programu, v katerikoli programski organizacijski enoti.
Funkcije imajo lahko neomejeno sˇtevilo vhodnih parametrov in nimajo izho-
dnih parametrov, ampak vrnejo le eno vrednost, cˇeprav je pri Siemensu mogocˇe
dolocˇiti tudi izhodne parametre funkcije. Vrnjena vrednost funkcije je izhodni
parameter funkcije in je lahko kateregakoli, tudi uporabniˇsko dolocˇenega tipa.
S priredbo vrednosti spremenljivki, ki je enaka imenu funkcije, v telesu same
funkcije dolocˇimo izhod, ki ga bomo nato uporabili v programski organizacij-
ski enoti, kjer je funkcija klicana. Glede na to, da funkcije nimajo spomina, so
vse spremenljivke, ki so v glavi funkcije deklarirane, zacˇasne oz. lokalne. To
pomeni, da ne zadrzˇujejo aktualnih vrednosti, ampak so njihove vrednosti med
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klici funkcije izgubljene in ne morejo biti remanencˇne (ang. Retain). V primeru,
da hocˇemo uporabljene vrednosti obdrzˇati med izgubo napajanja, moramo upo-
rabiti funkcijski blok. Funkcije ne smejo klicati funkcijskih blokov, cˇasovnikov,
sˇtevcev in drugih sistemskih funkcijskih blokov, prav tako ne smejo uporabljati
globalnih spremenljivk znotraj funkcije. Prav tako kot pri funkcijskih blokih tudi
pri funkcijah uporaba direktnih naslovov vhodov in izhodov znotraj funkcije ni
dovoljena.
4.1.6 Program kot programska organizacijska enota
Programska organizacijska enota tipa program dolocˇa glavni program (ang.
Main). Funkcijski bloki in funkcije predstavljajo podrutine programa in so pro-
gramu tudi podrejene. Na strojni opremi, ki podpira vecˇopravilnost je lahko vecˇ
programov, ki se izvajajo simultano, zatorej se od drugih dveh programskih orga-
nizacijskih enot nekoliko razlikujejo. Razlikujejo se predvsem v tistih lastnostih,
ki pri funkcijskih blokih in funkcijah niso dovoljene. Dovoljeno je dostopanje do
fizicˇnih naslovov vhodnih (%I) in izhodnih podrocˇij (%Q) ter spomina (%M).
Prav tako je dovoljena uporaba tipov spremenljivk V AR ACESS in tipov spre-
menljivk V AR GLOBAL. Programi ne morejo biti klicani iz drugih programskih
organizacijskih enot. Spremenljivke lahko predstavljajo direktno ali simbolicˇno
povezavo na vhodno in izhodno sliko krmilnika. Tu je tudi poskrbljeno za vse
komunikacijske vmesnike in izmenjavo globalnih podatkov med razlicˇnimi pro-
grami. Program vedno povezujemo z opravilom in s tem, ko je instantiziran in je
instanca generirana, je lahko prirejen vecˇ opravilom in izvrsˇen simultano v enem
PLK-ju. Instanca programa se razlikuje od instance funkcijskega bloka. Dodelje-
vanje programov opravilom je pogojeno s strojno konfiguracijo in strojno opremo,
ki jo imamo na voljo.
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4.1.7 Relacije med programskimi organizacijskimi enotami
Relacije med programskimi organizacijskimi enotami so striktno dolocˇene. Na
najviˇsjem nivoju je program kot organizacijska enota. Program lahko klicˇe tako
funkcijski blok kot tudi funkcijo, obratno razmerje ni mogocˇe. Funkcijski blok
lahko klicˇe funkcijo ali drug funkcijski blok, medtem ko funkcija lahko klicˇe le
funkcijo. Ta shema razmerij omogocˇa neodvisnost programskih organizacijskih
enot od aplikacije, tj. programa, v katerem je ustvarjena. Rekurzivnost ni dovo-
ljena, kar pomeni, da programska organizacijska enota ne sme klicati sama sebe in
ne sme klicati instance programske organizacijske enote istega tipa. Ta prepoved
omogocˇa izracˇun maksimalnega spomina, ki ga program potrebuje za delovanje,
v nasprotnem primeru to ne bi bilo mogocˇe.
Klici programskih organizacijskih enot se razlikujejo med podprtimi pro-
gramskimi jeziki. Pri klicu funkcije z uporabo programskega jezika, tj. seznama
ukazov, ni potrebno dolocˇiti imena parametra. Pri klicu v strukturiranem te-
kstu lahko pri dolocˇitvi parametra uporabimo njegovo ime ali ne, medtem ko je
potrebno pri graficˇnih programskih jezikih vedno uporabiti ime parametra. Pri
funkcijskem bloku in programu moramo vedno uporabiti imena parametrov, ko
jih klicˇemo. Pri funkcijah in funkcijskih blokih je celo mogocˇe izpustiti ali zame-
njati vrstni red prirejanja parametra pri samem klicu. V tem primeru moramo
pri prirejanju uporabiti ime parametra, pri funkcijskem bloku je to tako ali tako
obvezujocˇe, saj sicer ne bi bilo mogocˇe dolocˇiti prave vrednosti izbranemu para-
metru. V kolikor vrednost parametru ni prirejena, mu bo samodejno prirejena
privzeta vrednost dolocˇenega tipa.
4.1.8 Instanca kot formalni parameter
Instance so lahko tako kot katerikoli tip spremenljivke deklarirane kot formalni
parametri. Cˇe instanco funkcijskega bloka deklariramo kot vhodni parameter
drugega funkcijskega bloka, lahko to instanco samo beremo, ne moremo pa je
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spremeniti ali klicati znotraj funkcijskega bloka, kjer je bila definirana kot vhodni
parameter. Deklaracija instance kot vhodno-izhodnega parametra omogocˇa klic
instance znotraj funkcijskega bloka, kjer je klicana. Instanca je klicana indirek-
tno. Prav tako nam omogocˇa manipulacijo vhodov tega bloka, medtem ko izhod
instance, katere kazalec bo tu uporabljen, ni dovoljen parameter za ta tip spre-
menljivke. Enako velja za funkcijo. Kazalca, ki kazˇe na vrednost, ki ga funkcija
vracˇa, ni dovoljeno uporabiti kot parameter za vhodno-izhodno spremenljivko.
Instance, dolocˇene kot eksterne in izhodne spremenljivke, so klicane direktno in
so v programski organizacijski enoti, kjer so klicane, lahko le prebrane. Kljub
temu, da funkcije po standardu IEC 61131-3 ne smejo klicati funkcijskih blokov,
so instance funkcijskih blokov lahko podane kot formalni parametri funkcije, saj
so njihovi vhodni in izhodni parametri obravnavani kot elementi obicˇajne podat-
kovne strukture. Prav tako je mogocˇe uporabiti funkcijske vrednosti kot formalne
parametre funkcij in funkcijskih blokov.
Tip spremenljivke
Podprto v: Dostop:
Program Funkcijski blok Funkcija Eksterni Interni
lokalna x x x - RW
vhodna x x x W R
izhodna x x - R RW
vhodno-izhodna x x - RW RW
eksterna x x - RW RW
globalna x - - RW RW
dostopna x - - RW RW
Tabela 4.2: Spremenljivke, uporabljene v programskih organizacijskih enotah
Vsi tipi spremenljivk so podprti v programskih blokih. Funkcijski bloki ne
morejo generirati globalnih spremenljivk, lahko pa do njih dostopajo z uporabo
eksternega tipa spremenljivke. Funkcije omogocˇajo le uporabo lokalnih spre-
menljivk in vracˇajo rezultat operacije preko njene vrnjene vrednosti. Vsi tipi
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spremenljivk razen lokalnih, so lahko uporabljeni za prenos podatkov med bloki.
Programski organizacijski bloki so torej definirani z deklaracijo spremenljivk in
so lahko razdeljeni na sledecˇe dele:
1. klic programske organizacijske enote, kamor sodijo formalni parametri,
vhodi in vhodi-izhodi iz blokov,
2. izhodne parametre in vrnjene vrednosti funkcij,
3. globalni vmesnik z globalnimi in zunanjimi spremenljivkami ter
V ARACCESS spremenljivkami.
Na vhodne spremenljivke (ang. Var input) so povezani aktualni parametri.
Sama spremenljivka, povezana na tak vhod, ni direktno uporabljena, ampak je
uporabljena njena kopija. Na ta nacˇin uporabljena spremenljivka, ki je povezana
na tak vhod, ne more biti spremenjena znotraj bloka. Spremenljivka je torej
v blok podana po vrednosti. Vhodno-izhodna spremenljivka (ang. Var in
out) podaja svojo vrednost v blok z uporabo kazalca na lokacijo v spominu, kjer
je shranjena. Glede na to, da je v bloku uporabljena sama spremenljivka in ne
njena kopija, je znotraj bloka lahko spremenjena. Spremenljivka je torej podana
po referenci.
Izhodne spremenljivke (ang. Var output) so spremenljivke, ki jih program-
ska organizacijska enota vracˇa, njihove vrednosti so v nasprotju z vhodnimi in
vhodno-izhodnimi spremenljivkami prebrane po klicu bloka. Z vhodnimi spre-
menljivkami si delijo to lastnost, da vracˇajo vrednost po vrednosti, torej se na
izhod preslika kopija spremenljivke v bloku in ne more biti direktno dostopana
ali spremenjena iz klicocˇega bloka.
Uporaba kazalcev (ang. Pointer) je tako kot pri drugih viˇsjenivojskih jezikih
smiselna pri podajanju obsezˇnejˇsih struktur ali polja spremenljivk, saj na ta nacˇin
ne nastajajo kopije vhodnih spremenljivk, te strukture so direktno dostopane.
Previdni moramo biti pri manipulaciji s temi spremenljivkami, saj v tem primeru
niso zavarovane.
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Pri eksternih in internih dostopih do spremenljivk progamskih organiza-
cijskih enot so formalni parametri in vrnjene vrednosti vidni izven bloka. Klicocˇi
blok torej lahko dostopa direktno do teh spremenljivk z uporabo njihovih imen in
ni potrebno, da na vhod povezˇe spremenljivko ali konstanto. Spremenljivka je ek-
sterna, cˇe je vidna izven programske organizacijske enote, v kateri je deklarirana.
Take spremenljivke so vidne v instancˇnih podatkovnih blokih izbranega funkcij-
skega bloka. Spremenljivke, ki navzven niso vidne in ne morejo biti dostopane
izven bloka, kjer so uporabljene, so internega tipa. Tabela 4.2 prikazuje podprte
dostope eksternih in internih spremenljivk za posamezne tipe. Vhodni parametri
instance funkcijskega bloka zadrzˇujejo aktualno vrednost do naslednjega klica.
V primeru, da bi funkcijski blok lahko spreminjal svoje vhodne parametre, bi ti
lahko bili napacˇni ob naslednjem klicu funkcijskega bloka. Situacija se obrne pri
izhodnih parametrih, zato klicocˇemu funkcijskemu bloku ali programu ni dovo-
ljeno spreminjati izhodnih parametrov klicanega funkcijskega bloka.
4.2 Programska koda
Programska koda predstavlja telo programske organizacijske enote in uporablja
predhodno deklarirane spremenljivke pri izvajanju operacij. Standard IEC 61131-
3 dolocˇa pet programskih jezikov. Med njimi sta dva graficˇna (lestvicˇni diagram in
funkcijski blocˇni diagram), dva tekstovna (seznam ukazov in strukturirani tekst)
ter en graficˇni in tekstovni programski jezik (sekvencˇni funkcijski diagram).
Najmanjˇsi gradniki programskega jezika so razdeljeni v sˇtiri skupine. Locˇila
pripadajo prvi skupini in predstavljajo posebne znake z razlicˇnimi pomeni. V
spodnji kodi, ki je napisana v strukturiranem tekstu, so dvopicˇja uporabljena za
definiranje tipa spremenljivk in vrnjene vrednosti, podpicˇja dolocˇajo konec stavka,
znak <> predstavlja primerjalni operator neenakosti, / predstavlja deljenje in :=
priredilni operator. Druga skupina gradnikov predstavlja kljucˇne besede, v spo-
dnji kodi so uporabljene V AR INPUT , END V AR, IF , THEN , END IF in
FUNCTION . To so standardni identifikatorji programskih jezikov, ki so se-
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stavljeni iz alfanumericˇnih karakterjev in podcˇrtaja. Dolzˇina identifikatorjev je
omejena le s programskim okoljem oz. prevajalnikom. Standard IEC 61131-3 zah-
teva, da je unikatnih prvih sˇest znakov identifikatorja. V tretjo skupino spadajo
vrednosti ali konstante razlicˇnih tipov spremenljivk. Lahko so numericˇne ali te-
kstovne ter cˇasovne vrednosti, ki lahko poleg numericˇne vrednosti vsebujejo tudi
pomiˇsljaje ali podcˇrtaje za boljˇso vizualno predstavo. V zadnjo skupino spadajo
alfanumericˇne besede, ki definirajo imena spremenljivk, oznak ali programskih
organizacijskih enot, v spodnji kodi ta tip predstavljata besedi Int1 in Int2.
Kljucˇne besede so rezervirane in ne morejo biti uporabljene kot imena spremen-
ljivk. Med rezervirane besede spadajo tudi tipi spremenljivk, imena standardnih
funkcij, imena standardnih funkcijskih blokov, imena vhodnih parametrov stan-
dardnih funkcij, imena vhodnih in izhodnih parametrov standardnih funkcijskih
blokov, spremenljivke EN in ENO v graficˇnih programskih jezikih, operatorji
uporabljeni v seznamu ukazov, elementi strukturiranega teksta in elementi se-
kvencˇnega funkcijskega diagrama.
FUNCTION DivideInt : INT
VAR_INPUT
Int1 : INT;
Int2 : INT;
END_VAR
IF Int2 <> 0 THEN
DivideInt := Int1/Int2;
ELSE
DivideInt := 0;
END_IF
4.2.1 Spremenljivke
Predhodno so bili naslovi v spominu PLK-ja dostopani direktno z uporabo ope-
randov za spominski bit, npr. M1.0, ali vhodno besedo, npr. IW10, prav tako
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za izhodno besedo ali relejski izhod. Ti naslovi so lahko locirani znotraj proce-
sne enote, na kateri tecˇe program, ali pa tudi na modulu, tj. delocirani enoti.
Pri taksˇni uporabi je potrebno paziti na pravilno dolocˇanje naslovov z ustrezno
dolzˇino. Dolzˇine naslovov so seveda razlicˇne, od osem bitov za bajt, sˇestnajst
za celo sˇtevilo (ang. Integer), dvaintrideset za dvojno celo sˇtevilo (ang. Double
integer) ali realno vrednost (ang. Real) itd.
Da bi se izognili morebitnim napakam pri direktnem dostopanju do fizicˇnih
naslovov, je v standardu predstavljen simbolicˇni dostop do fizicˇnih naslovov na-
mesto direktnega. Vsakemu fizicˇnemu naslovu je torej dodeljeno simbolicˇno ime
z uporabo simbolicˇne tabele. Po standardu IEC 61131-3 je namesto simbola ali
fizicˇnega naslova uporabljena spremenljivka. Spodnja koda v zgornjem delu pri-
kazuje uporabo simbolov namesto fizicˇnih naslovov, spodnji del kode pa prikazuje
uporabo spremenljivk po standardu IEC 61131-3.
I0.1 = Vhod1
Q1.1 = Izhod1
M10.0 = Flag0
VAR
Vhod1 AT %IX0.1 : BOOL;
Izhod1 AT %QX1.1 : BOOL;
Flag0 AT %MX10.0 : BOOL;
END\_VAR
Preslikava spremenljivk na fizicˇne naslove se, cˇe ni eksplicitno dolocˇeno, izvrsˇi
samodejno s prevajanjem programa. Tako programerju ni potrebno skrbeti za
naslove in lokacije teh spremenljivk. Standard dolocˇa tudi uporabo tipov spre-
menljivk, sˇtevilo bitov, ki jih spremenljivka zaseda in tudi obmocˇje vrednosti
spremenljivke. S poenotenjem osnovnih tipov spremenljivk se izognemo odvisno-
sti programa od strojne opreme, saj ta postane univerzalen za opremo razlicˇnih
proizvajalcev.
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Bool/bit BOOL, BYTE, WORD, DWORD, LWORD
Predznacˇeno celo sˇtevilo INT, SINT, DINT, LINT
Nepredznacˇeno celo sˇtevilo UINT, USINT, UDINT, ULINT
Realni tip REAL, LREAL
Cˇas, trajanje, string TIME, DATE, TIME OF DAY, DATE AND TIME,
STRING
Tabela 4.3: Osnovni tipi spremenljivk
Poleg osnovnih tipov spremenljivk lahko uporabnik ustvari tudi svoje. Spre-
menljivke, ki so uporabniˇsko ustvarjene, so globalne in dosegljive v celotnem
projektu PLK-ja. Take spremenljivke so vecˇinoma sestavljene iz vecˇ spremenljivk
istega ali razlicˇnega tipa in imajo unikatno ime, ki se uporabi tako kot osnovni tip
spremenljivke. Primeri izpeljanih tipov spremenljivk, ki jih ustvarijo proizvajalci,
so npr. zacˇetna vrednost, kjer je vrednosti spremenljivke dodana sˇe zacˇetna vre-
dnost. Drugi taksˇen tip je enumeracija, kjer je imenu prirejena sˇtevilska vrednost,
obmocˇje vrednosti, ki ga spremenljivka lahko zaseda je dolocˇeno z naslednjim iz-
peljanim tipom. Pogosto se uporablja polje vrednosti, kjer so zdruzˇene vrednosti
enakega tipa lahko tudi izpeljanega. Paziti moramo, da pri dostopu do elemen-
tov polja ne presezˇemo najvecˇjega indeksa, ki ga polje poseduje. Struktura je tip
spremenljivke, kjer je vecˇ podatkovnih tipov zdruzˇenih v eno spremenljivko. Do
elementa strukture nato dostopamo s klicem imena instance strukture, piko in
imenom elementa.
Poleg osnovnih in izpeljanih podatkovnih tipov standard dolocˇa tudi ge-
nericˇne podatkovne tipe. Ti podatkovni tipi so dolocˇeni s predpono ANY. Taksˇni
tipi so lahko npr. podani kot vhodi funkcij, na katere so nato povezani katerikoli
tipi spremenljivk. Genericˇni tip spremenljivk torej hirarhicˇno zdruzˇuje osnovne
podatkovne tipe v skupine. Lastnost, ki omogocˇa funkciji, da vzame kot vhodni
ali izhodni parameter katerikoli ali vecˇ tipov spremenljivk, se imenuje prena-
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laganje (ang. Overloading). V kolikor bi radi, da funkcija lahko operira nad
katerimkoli celim sˇtevilom, pa naj bo to predznacˇeno ali nepredznacˇeno, dvojno
ali enojno, bomo kot vhodni parameter dolocˇili tip parametra ANY INT , ki
zdruzˇuje vse celosˇtevilske tipe v eno skupino. V kolikor hocˇemo, da funkcija
uporablja vse sˇtevilske tipe spremenljivk, uporabimo tip vhodnega parametra
ANY NUM , ki zdruzˇuje cela sˇtevila in realne tipe spremenljivk.
Kot zˇe omenjeno, so spremenljivke deklarirane skupaj s podatkovnim tipom
in drugimi lastnostmi, npr. zacˇetno vrednostjo, obsegom vrednosti itd. Zacˇetne
vrednosti so nalozˇene ob zagonu konfiguracije ali zagonu programa. Odvisne so
od vrednosti, ki je dolocˇena ob deklaraciji. Glede na to, da imajo osnovni tipi
spremenljivk dolocˇene zacˇetne vrednosti, jih imajo tudi izpeljani tipi. Cˇe zacˇetnih
vrednosti ne eksplicitno spreminjamo, so te enake nicˇ. V primeru, da se sistem
ponovno zazˇene po izpadu napajanja, imajo prednost pri nalaganju zacˇetnih vre-
dnosti spremenljivke, ki so oznacˇene z remanencˇno znacˇko. To pomeni, da ob
izklopu zadrzˇijo aktualno vrednost in se ob ponovnem zagonu nalozˇijo na ustre-
zna mesta v programu. Ta nacˇin zagona je poznan pod izrazom topli zagon
(ang. Warm restart). V primeru hladnega ponovnega zagona, ki se zgodi ob
ponovnem nalaganju programa na strojno opremo, imajo prednost zacˇetne vre-
dnosti, dolocˇene pri deklaraciji spremenljivke. V kolikor ta vrednost ni dolocˇena,
se nalozˇi zacˇetna vrednost, specificˇna za podatkovni tip. Zacˇetne vrednosti so
dovoljene za vsak tip spremenljivke, razen za vhodno-izhodne formalne para-
metre in za eksterne formalne parametre (ang. VAR EKSTERNAL). Zacˇetna
vrednost eksternih spremenljivk je dolocˇena ob njihovi deklaraciji, medtem ko je
vhodno-izhodna spremenljivka kazalec na spremenljivko in ne predstavlja dekla-
racije spremenljivke.
Standard predpisuje atribute, s katerimi se dolocˇijo dodatne lastnosti spre-
menljivk. Atributi RETAIN , NON RETAIN in CONSTANT so dolocˇeni ob
deklaraciji takoj za kljucˇno besedo, ki naznanja deklaracijo spremenljivk in ve-
ljajo za celotno skupino, vse do kljucˇne besede END V AR. Drugi atributi za
pozitivno fronto (ang. R EDGE), za negativno fronto (ang. F EDGE), za prepo-
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ved pisanja (ang. READ ONLY) in za branje in pisanje (ang. READ WRITE)
so dolocˇeni individualno za vsako spremenljivko posebej. Tabela 4.4 prikazuje
podprte atribute za posamezne tipe spremenljivk.
Tip
spremenljivke ohrani, ne ohrani konstanta fronta R, RW
lokalna x x - -
vhodna x - x -
izhodna x - - -
vhodno-izhodna - - - -
eksterna - x - -
globalna x x - -
dostopna - - - x
zacˇasna - x x -
Tabela 4.4: Podprti atributi tipov spremenljivk
4.2.2 Programski jeziki
Kot zˇe omenjeno, standard dolocˇa pet programskih jezikov, od katerih sta dva
tekstovna, dva graficˇna ter en graficˇni in tekstovni.
Avtor v [15] navaja, da se uporaba dolocˇenih programskih jezikov razlikuje
med razlicˇnimi drzˇavami in kontinenti. Nemsˇki programerji npr. raje uporabljajo
IL in ST, medtem ko Francozi raje uporabljajo SFC, programerji iz ZDA in Azije
pa najraje uporabljajo SFC in LAD. Ena izmed glavnih razlik ameriˇskega in
evropskega programiranja je v tem, da Americˇani ne uporabljajo instanc. Kakor-
koli zˇe, ameriˇski trg nas trenutno ne zanima, zato se v njihov nacˇin programiranja
ne bomo podrobneje spusˇcˇali.
96 Standard IEC 61131-3
4.2.2.1 Seznam ukazov
Seznam ukazov (ang. Instruction List - IL) je nizkonivojski programski jezik,
podoben zbirniku. Tu so spremenljivke ali vrednosti nalozˇene v akumulatorje in
nad vrednostmi v akumulatorjih so nato izvrsˇene aritmeticˇne operacije. Akumu-
lator, uporabljen pri seznamu ukazov, se imenuje trenutni rezultat (ang. Current
result) in se razlikuje od strojnega akumulatorja, ki smo ga vajeni iz zbirnika v
tem, da nima fiksnega sˇtevila bitov. Programski jezik zagotavlja, da je virtualni
akumulator katerekoli velikosti vedno na voljo. Trenutna velikost akumulatorja
je odvisna od trenutnega podatkovnega tipa, nad katerim je operacija vrsˇena.
Seznam ukazov je pogosto uporabljen tudi kot vmesni jezik, v katerega se preve-
dejo drugi graficˇni in tekstovni programski jeziki. Vsak ukaz tega programskega
jezika je dolocˇen v tocˇno eni vrstici. Ukaz je sestavljen iz oznake (ang. Label) na
zacˇetku vrstice. Ta oznaka sluzˇi programskemu skoku iz nekega drugega ukaza
na to mesto. Oznaki sledi dvopicˇje. Oznaka in dvopicˇje nista nujna v vsakem
ukazu, uporabimo ju takrat kadar hocˇemo narediti zanko ali skok. Naslednji del
ukaza je operator ali ime funkcije, ki opisuje zˇeleno operacijo. Nekateri opera-
torji imajo modifikatorje, ki operatorju dajejo dodaten pomen. Modifikator N
npr. pomeni negacijo operanda, odprti oklepaj v kombinaciji z zaprtim pa opisuje
gnezdenje. Ko je v ukazu zaznan odprti oklepaj, sta tip operatorja in trenutni
rezultat akumulatorja shranjena in nova vrednost je prenesena v akumulator.
Ko je v ukazu zaznan zaprti oklepaj, je predhodno shranjena vrednost ponovno
pridobljena in nad to vrednostjo je izvrsˇena modificirana operacija. Rezultat je
shranjen v trenutni rezultat.
Modifikator C dolocˇa pogojno izvrsˇitev ukaza, kar pomeni, da se bo ukaz
izvrsˇil, kadar je trenutni rezultat enak ena.
Proti desni sledi operand, ki je lahko vrednost ali spremenljivka, nad katero
hocˇemo, da se operacija izvrsˇi. Komentarji so dolocˇeni z oklepajem in znakom za
mnozˇenje, (∗..∗). Dovoljeno je, da so vrstice med operacijami prazne. Klicanje
funkcij v seznamu ukazov je izvedeno z vkljucˇitvijo imena funkcije v instrukcijo.
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Parametri funkcije so locˇeni z vejicami.
Klicanje funkcijskih blokov se razlikuje od klicanja funkcij, saj moramo upo-
rabiti operator CAL. Standard dolocˇa tri nacˇine podajanja parametrov klicanim
funkcijskim blokom. Pri prvem nacˇinu klica so formalni parametri podani v okle-
pajih, pri drugem nalozˇimo in shranimo parametre pred klicem funkcijskega bloka
in pri tretjem, ki je dovoljen samo za standardne funkcijske bloke, le-te klicˇemo
implicitno z uporabo vhodnih parametrov kot operatorjev.
4.2.2.2 Strukturirani tekst
Strukturirani tekst (ang. Structured Text - ST) je viˇsjenivojski tekstovni jezik, saj
ne uporablja nizˇjenivojskih strojnih instrukcij, ampak uporablja kompleksnejˇse
funkcionalnosti, ki jih lahko primerjamo s tistimi, uporabljenimi v viˇsjenivojskem
programskem jeziku Pascal. V primerjavi s seznamom ukazov prinasˇa dolocˇene
prednosti. Te se vsekakor odrazˇajo v lastnostih, ki smo jih vajeni iz viˇsjenivojskih
jezikov. Taksˇna koda oz. njena ucˇinkovitost je odvisna od prevajalnika in ne more
biti direktno nadzorovana s strani uporabnika. K slabsˇi ucˇinkovitosti pripomore
tudi velika stopnja abstrakcije, ki jo programski jezik omogocˇa.
Jezik sestavljajo stavki, ki so locˇeni s podpicˇjem. Za razliko od seznama
ukazov je v eni vrstici lahko vecˇ stavkov, prav tako je stavek lahko razsˇirjen
preko vecˇ vrstic. Priporocˇljiva je uporaba komentarjev z znakoma // ali (∗...∗),
saj prinasˇa boljˇse razumevanje programske kode in funkcionalnosti programske
organizacijske enote.
Del stavka, ki zdruzˇuje spremenljivke in klice funkcij ter daje rezultat, se
imenuje izraz. Izraz lahko predstavlja individualni operand ali vecˇ operandov.
Operandi so opisani zˇe v prejˇsnjem poglavju, enaka logika je uposˇtevana tudi pri
tem programskem jeziku.
Operatorji so prikazani v Tabeli 4.6 in so razvrsˇcˇeni po prioriteti od zgoraj,
tj. najviˇsja prioriteta, navzdol, tj. najnizˇja prioriteta. V primeru, ko so si
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Kljucˇna beseda Tip stavka
:= Prirejanje
Klic FB
Return Izstop iz trenutne programske organizacijske
enote v klicocˇo
IF IF stavek
CASE CASE stavek
FOR FOR iterator
WHILE WHILE iterator
REPEAT REPEAT iterator
EXIT Konec zanke
Tabela 4.5: Pregled stavkov strukturiranega teksta
operatorji v izrazu enakovredni, izvrsˇevanje poteka od leve proti desni. Uporaba
oklepajev je priporocˇljiva ne samo za dolocˇanje vrstnega reda operacij, ampak
tudi za boljˇse razumevanje kompleksnih izrazov.
Ta programski jezik predstavlja dober viˇsjenivojski jezik za cˇisto in razu-
mljivo opisovanje delovanja aplikacije. Standard dovoljuje tudi uporabo drugih
programskih jezikov. Beckoffovo orodje TwinCat npr. podpira uporabo modu-
lov, napisanih v C/C++ programskem jeziku, medtem ko Siemensovi operaterski
paneli omogocˇajo uporabo skript, napisanih v programskem jeziku Visual basic.
Siemensov Visual basic se sicer nekoliko razlikuje od standardnega. Dodatek B
prikazuje primer kode strukturiranega teksta, pri Siemensu se ta programski jezik
imenuje strukturirani kontrolni jezik (ang. Structured control lenguage - SCL).
4.2.2.3 Sekvencˇni funkcijski diagram
Sekvencˇni funkcijski diagram (ang. Sequential function chart - SFC) predstavlja
tekstovni in graficˇni programski jezik, s katerim lahko lepo vizualno predstavimo
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Operator Opis
() Oklepaj
Klic funkcije
- Negacija
NOT Komplement
** Eksponent
* Mnozˇenje
/ Deljenje
MOD Modulo
+ Sesˇtevanje
- Odsˇtevajne
<,>,<=, >= Primerjanje
= Enakost
<> Neenakost
&,AND Logicˇni AND
XOR Logicˇni XOR
OR Logicˇni OR
Tabela 4.6: Operatorji strukturiranega teksta
in razcˇlenimo operacije aplikacije, ki se izvajajo sekvencˇno ali paralelno. Nazorno
so razvidna stanja in prehodi med njimi. Manjˇse enote, s katerimi smo razcˇlenili
program, so lahko napisane v drugih sˇtirih programskih jezikih, lahko pa tudi v
sekvencˇnem funkcijskem diagramu. SFC je pretezˇno graficˇni programski jezik,
cˇeprav je dolocˇena tudi njegova tekstovna oblika, predvsem v namen prenasˇanja
med razlicˇnimi programirnimi orodji in shranjevanjem izvorne kode. Pretezˇno je
jezik uporabljen v graficˇni obliki, saj bolj jasno prikazuje posamezna stanja in
prehode med njimi. Smiselno bi bilo uporabiti ta programski jezik pri dolocˇanju
sekvence nasˇega stroja, a smo iz razlogov, opisanih v nadaljevanju raje uporabili
lestvicˇni diagram. Do omejitve pridemo, kadar hocˇemo napisati funkcijo v SFC-
ju. Pisanje funkcij v tem programskem jeziku ni dovoljeno, saj SFC potrebuje
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staticˇne oz. remanencˇne podatke, ki pa v funkciji niso dovoljeni.
Programska organizacijska enota je tako kot pri lestvicˇnem diagramu in
funkcijskem blocˇnem diagramu razdeljena v omrezˇja. Omrezˇja so pri tem pro-
gramskem jeziku dalje cˇlenjena v korake in tranzicije. Korak je aktiven ali ne-
aktiven. Kadar je aktiven, ga dolocˇene operacije, ki so s tem korakom povezane
pripeljejo do neaktivnega stanja. Prehode med koraki imenujemo tranzicije, ki
so dolocˇene z logicˇnim izrazom. Ko izraz dobi logicˇno vrednost ena, se izvede
prehod med koraki.
4.2.2.4 Lestvicˇni diagram
Lestvicˇni diagram (ang. Ladder diagram - LD) je graficˇni programski jezik, ki
logiko opredeljuje z uporabo kontaktov in tuljav in je naslednik relejskih vezij.
Zaradi boljˇse preglednosti je program razdeljen na omrezˇja (ang. Networks).
Omrezˇja se izvajajo zaporedno od zgoraj navzdol, od leve proti desni.
Ta programski jezik sestavljajo naslednji graficˇni elementi:
• povezave,
• kontakti in tuljave,
• graficˇni elementi za nadzor izvajanja sekvence, npr. skoki,
• graficˇni elementi za klicanje funkcij in funkcijskih blokov,
• konektorji.
Posebnost graficˇnih programskih jezikov, lestvicˇnega diagrama in funkcijskega
blocˇnega diagrama je uporaba dodatnega vhodnega parametra (ang. Enable In
- EN) in dodatnega izhodnega parametera (ang. Enable Out - ENO). Cˇe je na
vhodu tega parametra logicˇna enica, se bo funkcijski blok ali funkcija izvedla, v
nasprotnem primeru se ne bo. Izhodni parameter ENO postavi logicˇno enico na
izhodu, kadar se je funkcijski blok ali funkcija uspesˇno izvedla.
4.2 Programska koda 101
4.2.2.5 Funkcijski blocˇni diagram
Funkcijski blocˇni diagram (ang. Function Block Diagram - FBD) je prav tako
graficˇni programski jezik, kjer so aritmeticˇni elementi, funkcijski bloki in funkcije
povezani v omrezˇjih, tako kot pri lestvicˇnem diagramu. V originalu prihaja s
podrocˇja procesiranja signalov, kjer imajo veliko vlogo celosˇtevilske in decimalne
vrednosti. Iz namenske uporabe pri procesiranju signalov je prerasel v univer-
zalno uporaben jezik na podrocˇju industrijskih krmilnikov. Deli programske or-
ganizacijske enote so enaki kot pri predhodno opisanih tekstovnih programskih
jezikih. Koda, ki predstavlja telo programske organizacijske enote, je razdeljena
v omrezˇja zaradi lepsˇe preglednosti. Omrezˇje je sestavljeno iz oznake, komentarja
in logike. Oznaka je uporabljena za izvajanje pogojnih skokov med omrezˇji. Se-
stavljena je iz sˇtevilke, ki je avtomatsko dodeljena, in iz uporabniˇsko dolocˇenega
imena. Logika omrezˇja je sestavljena tako iz graficˇnih objektov, ki so razdeljeni v
posamezne graficˇne elemente, kot tudi iz povezav in povezovalnih linij. Program-
ska organizacijska enota, dolocˇena s funkcijskim blocˇnim diagramom, se izvaja
po posameznih omrezˇjih od zgoraj navzdol. Z uporabo pogojnih ali nepogojnih
skokov lahko ta vrstni red spremenimo. Obstajajo primeri, kjer so vsa omrezˇja
ovrednotena ob istem cˇasu, zato standard IEC 61131-3 prepusˇcˇa nacˇin izvajanja
kode v omrezˇjih proizvajalcu. Seveda mora biti nacˇin tocˇno dolocˇen v prirocˇniku
posameznega proizvajalca. Vrednotenje oz. izvajanje posameznega omrezˇja je s
standardom tocˇno dolocˇeno. Preden je element v omrezˇju izvrsˇen, morajo biti
ovrednoteni vsi njegovi vhodi. Vrednotenje elementa ni koncˇano, dokler niso ovre-
dnoteni vsi njegovi izhodi. In nazadnje, vrednotenje omrezˇja ni koncˇano, dokler
niso ovrednoteni vsi izhodi vseh elementov v omrezˇju.
Funkcijski blocˇni diagram omogocˇa tudi uporabo povratne zanke. To po-
meni, da lahko izhod elementa v omrezˇju povezˇemo na njegov vhod. Kadar izhod
povezˇemo z vhodom smo uporabili implicitno povezavo, kadar pa uporabimo po-
vezovalno linijo, je to eksplicitna povezava.
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4.2.3 Standardne funkcije in funkcijski bloki
Standard ne dolocˇa samo sintakse in uporabe standardnih programskih jezikov,
ampak tudi implementacijo tipicˇnih funkcionalnosti PLK-ja. Te funkcionalno-
sti so dolocˇene s standardnimi funkcijami in funkcijskimi bloki. Njihova imena
so rezervirana. Cˇe proizvajalci uporabijo funkcijo ali funkcijski blok z imenom,
ki je dolocˇeno v standardu, mora ta blok delovati tocˇno tako, kot je v stan-
dardu dolocˇeno. Med standardne funkcije spadajo operatorji, kot so sesˇtevanje,
mnozˇenje, primerjava, deljenje itd. Med standardne funkcijske bloke programske
organizacijske enote, ki morajo nositi neko informacijo, uvrsˇcˇamo npr. cˇasovnike,
sˇtevce, detektorje prehoda, flip-flope itd.
Standard IEC 61131-3 dolocˇa osem skupin standardnih funkcij:
1. funkcije za pretvarjanje podatkovnih tipov,
2. numericˇne funkcije,
3. aritmeticˇne funkcije,
4. funkcije z bitnimi operacijami,
5. primerjalne funkcije,
6. funkcije, ki operirajo nad znaki,
7. funkcije za cˇasovne podatkovne tipe,
8. funkcije za enumerirane podatkovne tipe.
Od standardnih funkcij so v nasˇem programu vsekakor najpogosteje upora-
bljene funkcije za izvajanje aritmeticˇnih operacij. Druge uporabljene funkcije so
podrobneje opisane v nadaljevanju.
Standardni funkcijski bloki so razdeljeni v pet skupin:
1. bistabilni elementi (flip-flopi),
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2. detekcije prehodov,
3. sˇtevci,
4. cˇasovniki,
5. komunikacijski funkcijski bloki.
V programu sta od standardnih funkcijskih blokov vsekakor na vecˇ mestih
uporabljena bloka za konsistenten prenos podatkov iz periferije, kaksˇen detektor
prehoda itd. Podrobneje je uporaba elementov opisana v nadaljevanju.
4.2.4 Programiranje v skladu s standardom
Cˇe povzamemo, kaj standard dolocˇa in katere prednosti je vredno izkoristiti pri
programiranju PLK-jev, se je nemogocˇe izogniti dejstvu, da so namesto stroj-
nih naslovov uporabljene lokalne in globalne spremenljivke. Predhodno je bil ves
spomin PLK-ja dostopan z uporabo globalnih naslovov. Naloga programerja je
bila, da te naslove pravilno dolocˇi. Programirno orodje samodejno razlikuje med
globalnimi in lokalnimi spremenljivkami programskih organizacijskih enot. Ena
izmed sprememb je tudi dolocˇanje tipa spremenljivke na izbranem naslovu. Pred-
hodno so programerji po zˇelji dolocˇali tipe spremenljivk na spominskih naslovih.
Istemu naslovu v spominu je npr. lahko bil dodeljen tip dvojnega celega sˇtevila ali
decimalnega sˇtevila, saj zasedata isto sˇtevilo bajtov. S prirejanjem spremenljivk
strojnim naslovom tega ne moremo vecˇ pocˇeti, saj je potrebno vsaki spremenljivki
dolocˇiti ustrezen tip. V tem poglavju je bilo govora tudi o izpeljanih podatkovnih
tipih in o tem, da so spremenljivke, sicer osnovnega tipa v bistvu izpeljani tip, saj
imajo zacˇetne vrednosti, remanencˇnost in sˇe druge dodatne lastnosti. To so iz-
peljani tipi, ki jih je dolocˇil proizvajalec. Izpeljani tipi so tudi polja spremenljivk
in strukture.
Opisano je bilo tudi nacˇrtovanje programskih organizacijskih enot v smi-
slu ponovne uporabe. S pravilno izbiro spremenljivk, parametrov in pravilnim
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nacˇrtovanjem logike so programske organizacijske enote lahko tako nacˇrtovane, da
so neodvisne od ciljnega sistema in uporabljene na razlicˇnih platformah. Standard
poleg uporabniˇsko dolocˇenih programskih organizacijskih enot podrobno definira
tudi standardno knjizˇnico s pripadajocˇimi standardnimi funkcijami in standar-
dnimi funkcijskimi bloki. Poleg programskih organizacijskih enot je opredeljenih
tudi pet standardnih programskih jezikov, kar omogocˇa lazˇje usposabljenje pro-
gramerjev in lazˇjo adaptacijo ob morebitni zamenjavi delovnega mesta. Tako kot
programske jezike standard dobro opisuje tudi programirna okolja in stremi k
njihovi standardizaciji in standardizaciji orodij, ki naj bi jih ta vsebovala.
Ob uposˇtevanju omenjenih predpostavk si lahko le predstavljamo spre-
membe in doprinose na podrocˇju industrijske avtomatizacije. Tudi cˇe trenutno
ni mogocˇe slediti vsem tocˇkam standarda, je na nas, da to popravimo.
5 Zakljucˇek
V delu se osredotocˇam na programiranje delovnega mesta, ki je del proizvodne li-
nije alternatorjev. Proizvodna linija je v obliki U-celice, zato v poglavju 2 opiˇsem
koncept U-celice, jo analiziram in predstavim njene prednosti ter slabosti. V na-
daljevanju z uporabo programskega okolja Simulink in SimEvents zgradim model
U-celice, ki ga simuliram z uporabo realnih parametrov. Model dokazˇe predhodno
predstavljene trditve, ki se nanasˇajo na U-celico. Spoznam, da glavni problem U-
celice predstavlja nacˇrtovanje proizvodnje v namen izpolnjevanja zahtev narocˇil
kupca. U-celica v primerjavi s tradicionalno linijo omogocˇa vecˇ fleksibilnosti pri
razporejanju delavcev in sledenju nacˇelom vitke proizvodnje. Razultati simula-
cije dokazujejo, kako velik pomen ima pravilna razporeditev delovnih mest po
delovnih postajah, ki jih upravlja delavec. Obstaja veliko nacˇinov in metod raz-
poreditve delavcev. Pri razporeditvi je smiselno uposˇtevati tudi razmerje med
delom in hojo delavca, saj nocˇemo da bi dolocˇeni delavci pretezˇno hodili med
proizvodnjo, drugi pa pretezˇno delali. Z namenom izbire optimalnega algoritma
razporejanja delavcev bi bilo smiselno model linije, ki za to razporeditev daje
sprejemljive rezultate, uporabiti tudi na razporeditvah, ki jih dolocˇajo drugi al-
goritmi.
V naslednjem poglavju je predstavljeno delovno mesto, namenjeno vtiska-
nju tulke v okrov alternatorja. Predstavljene so vse komponente, ki sestavljajo
napravo in jih je bilo potrebno podrobno preucˇiti. Prav tako je v poglavju pred-
stavljeno programiranje delovnega mesta. Sem spada pisanje gonilnikov za na-
prave, ki delovno mesto sestavljajo, dolocˇanje sekvenc, po katerih se izvajajo
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operacije, in uporaba drugih programerskih praks, ki sestavljajo programski del
naprave. Koncˇna resˇitev zahteva veliko dela in ni tako preprosta, kot bi si mogocˇe
predstavljali. Najvecˇjo tezˇavo predstavlja slaba definiranost zahtev kupca, zato
uporaba modularne zgradbe in mozˇnost prilagajanja programa znatno povecˇuje
ucˇinkovitost pri oblikovanju koncˇnega izdelka.
Nazadnje je predstavljen del standarda IEC 61131-3, ki definira samo pro-
gramiranje naprav in uporabo programskih okolij. Predstavljene so glavne po-
stavke standarda in mozˇnosti implementacije. Prednosti uporabe so jasne. Upo-
raba teh nacˇel zagotavlja univerzalnost programske opreme in programskih oro-
dij, s katerimi piˇsemo programe. Programska oprema, ki je neodvisna od strojne,
prinasˇa prednosti v smislu ucˇinkovitosti programiranja in delovanja programa.
Veliki prednosti uporabe standarda predstavljata tudi znizˇanje strosˇkov pri uspo-
sabljanju kadrov in razumevanje programov, ki jih kadri piˇsejo. Razumevanje
programa, ki ga je napisal sodelavec, prinasˇa vecˇjo ucˇinkovitost tako podjetju kot
tudi posamezniku. V veliki meri se v praksi standard sˇe ne uporablja. Razlogi
za to ticˇijo v starejˇsih navadah programiranja, ki se jim je tezˇko odrecˇi, ter v
pritiskih in obremenitvah programerja, od katerega se zahteva hitro izvajanja na-
log, kar zavira njegov napredek in posvecˇanje inovacijam. V velikih in starejˇsih
podjetjih z daljˇso tradicijo je prehod na nove nacˇine programiranja sˇe tezˇavnejˇsi.
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A Primer kode funkcijskega bloka
FUNCTION_BLOCK ImeBloka
TITLE = ’NaslovBloka’
NAME : ’ImeBloka’
FAMILY : ’Skupina’
AUTHOR : ’ImeAvtorja’
VAR_INPUT
vhodna_spremenljivka : bool;
END_VAR
VAR_OUTPUT
izhodna_spremenljivka : byte;
END_VAR
VAR_IN_OUT
vhodno_izhodna_spremenljivka : int;
END_VAR
VAR
spremenljivka1 : real := 0.0;
spremenljivka2 : dint := 0;
END_VAR
CONST
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konstanta := 1000;
END_CONST
// Telo funkcijskega bloka...
END_FUNCTION_BLOCK
B Primer strukturiranega teksta -
funkcijski blok StepTime
FUNCTION fcSIZEOF : INT
TITLE =’Iz pointerja pridobi dolzino strukture. Deluje le ce ptr deklariran kot VAR_INPUT!’
NAME: ’fcSIZEOF’
FAMILY:’UTILITY’
AUTHOR:’TK’
VAR_INPUT
sizeof : ANY;
END_VAR
VAR
pVar : ANY; // Artificial variable
pVarParts AT pVar : STRUCT
BYTE0 : BYTE; // Byte 0
TYP : BYTE; // Byte 1 Data/Type of parameter
ANZ : WORD; // Byte 2+3 Length of the variables
DBNR : WORD; // Byte 4+5 DB-Number
BZ : DWORD; // Byte 6 to 10 Area pointers
END_STRUCT;
END_VAR
pVar := sizeof;
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fcSIZEOF := WORD_TO_INT(pVarParts.ANZ); // return
END_FUNCTION
TYPE UDTStepAndTime
TITLE =’Step and Time’
NAME: ’StepAndTime’
FAMILY:’UTILITY’
AUTHOR:’TK’
STRUCT
StepNum :INT;
StepTime :DINT;
END_STRUCT
END_TYPE
FUNCTION_BLOCK StepTime
TITLE =’StepTime’
NAME: ’StepTime’
FAMILY:’UTILITY’
AUTHOR:’TK’
VAR_INPUT
StepNum :INT;
MaxTimeMsec :DINT;
RecordUp :BOOL;
RecordDown :BOOL;
ScrollEnable :BOOL;
CycleTrig :BOOL;
END_VAR
VAR_OUTPUT
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TotalTime :DINT;
MaxTimeAlarm :BOOL;
StepMaxNum :INT;
CurrentRecordTime :DINT;
CurrentRecordStep :INT;
CurrentRecNumOut :INT;
END_VAR
VAR
timeTick1ms :DINT;
ElaMsec :DINT;
AlarmMsec :DINT;
StartTime :DINT;
EndTime: DINT;
//Edge Variables
LastState :BOOL:=true; // zadnje stanje v izracunu
IsEdge :BOOL:=false;
IsOneShot :BOOL:=true;
IsFirstStep :BOOL:=false;
//Step number
mStepNum :INT;
LastStep :INT:=0;
FirstStepNum :INT:=10000;
//UDT for num and time
NumTime :UDTStepAndTime;
//Step max time
mMaxTime :DINT:=0;
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//Array to store step and elasted time
StepLog :ARRAY[1..100] OF UDTStepAndTime;
LogCount :INT:=0;
Count :INT;
ArrayLenght :INT:=0;
//Total time
mFirstStepTime :DINT:=0;
//Record scroll vars
CurentRecordNum :INT:=0;
LastRecTrigU :BOOL:=0;
LastRecTrigD :BOOL:=0;
//Start and end for cycle time
CycleStart :DINT:=0;
CycleEnd :DINT:=0;
IsRiseEdge :BOOL:=0;
IsFallEdge :BOOL:=0;
LastStateCyc :BOOL:=0;
END_VAR
//Array lenght divided by UDT structure in array
ArrayLenght:=fcSIZEOF(StepLog)/fcSIZEOF(NumTime);
timeTick1ms:=TIME_TO_DINT(TIME_TCK()); // TIME
//Rise and fall edge for Cycle time
IsRiseEdge := CycleTrig AND NOT LastStateCyc;
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IsFallEdge := NOT CycleTrig AND LastStateCyc;
LastStateCyc := CycleTrig;
IF (IsRiseEdge) THEN
CycleStart:=timeTick1ms;
ELSIF (IsFallEdge) THEN
CycleEnd:=timeTick1ms;
TotalTime:= (CycleEnd-CycleStart);
END_IF;
//Triger on Step Change
IF (LastStep<>StepNum) THEN
IsEdge:=true;
LastStep:=StepNum;
ELSE
IsEdge:=false;
END_IF;
IF(StepNum=0) THEN
IsOneShot:=true;
ELSE
IsOneShot:=false;
END_IF;
//ON edge
IF (IsEdge) THEN
//One shot for first time
IF (IsOneShot) THEN
StartTime:=timeTick1ms;
mFirstStepTime:=timeTick1ms;
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IsOneShot:=false;
ELSE
StartTime:=EndTime;
END_IF;
mStepNum:=StepNum;
EndTime:= timeTick1ms;
ElaMsec:= (EndTime-StartTime);
IF (LogCount<ArrayLenght) THEN
LogCount:=LogCount+1;
CurentRecordNum:=CurentRecordNum+1;
ELSE
//If scroll is enabled scroll array else write from start again
IF (ScrollEnable) THEN
//Shift values in lifo order when >100
FOR Count:= 1 TO ArrayLenght-1 BY 1 DO
StepLog[Count]:=StepLog[Count+1];
END_FOR;
ELSE
IF (LogCount=ArrayLenght) THEN
LogCount:=1;
CurentRecordNum:=1;
END_IF;
END_IF;
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END_IF;
//Longest step
IF (ElaMsec>=mMaxTime) THEN
mMaxTime:=ElaMsec;
StepMaxNum:=mStepNum;
END_IF;
NumTime.StepNum:=mStepNum;
NumTime.StepTime:=ElaMsec;
StepLog[LogCount]:=NumTime;
END_IF;
//Scroll record number
IF ((RecordUp<>LastRecTrigU) AND CurentRecordNum>1 AND NOT RecordDown) THEN
CurentRecordNum:=CurentRecordNum-1;
LastRecTrigU:=RecordUp;
ELSIF ((RecordDown<>LastRecTrigD) AND CurentRecordNum<LogCount AND NOT RecordUp) THEN
CurentRecordNum:=CurentRecordNum+1;
LastRecTrigD:=RecordDown;
END_IF;
//CurrentRecordOut:=StepLog[CurentRecordNum];
CurrentRecordTime:=StepLog[CurentRecordNum].StepTime;
CurrentRecordStep:=StepLog[CurentRecordNum].StepNum;
CurrentRecNumOut:=CurentRecordNum;
//Max time alarm
AlarmMsec:= (timeTick1ms-StartTime);
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IF (AlarmMsec > MaxTimeMsec) THEN
MaxTimeAlarm:=TRUE;
ELSE
MaxTimeAlarm:=FALSE;
END_IF;
END_FUNCTION_BLOCK
C Stanja servopogona
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