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Resumen
Este trabajo de grado propone una nueva herramienta CASE, basada en trabajos anteriores,
para la generacio´n automa´tica de interfaces gra´ficas de usuario.
La investigacio´n realizada se centro´, ba´sicamente, sobre el trabajo de Giraldo[26]. En este tra-
bajo, Giraldo expone toda una integracio´n de Procesos y Notaciones, y en lo que respecta a la
presente investigacio´n se retomo´ y continuo´ el tema de la integracio´n de Notaciones, por lo que
el resultado de este trabajo de grado es una herramienta CASE propuesta que integra las nota-
ciones CIAN y UML logrando combinar el disen˜o, el prototipado (la generacio´n) y la evaluacio´n
de las interfaces gra´ficas de usuario.
La manera en co´mo se desarrollo´ este trabajo de grado y su resultado fue una dina´mica sis-
tema´tica. Inicialmente, se estudiaron los metamodelos iniciales de Chico y CIAN, luego, se
integraron estos dos metamodelos recibiendo nuevas funcionalidades, entre ellas: El diagrama
de transformacio´n y la gestio´n propia de los diagramas al interior del metamodelo resultante.
Una vez cumplido este primer objetivo, se procedio´ con la definicio´n de la sintaxis concreta; en
otras palabras: la construccio´n del DSL gra´fico que soportara la generacio´n de distintos tipos de
diagramas y sus respectivos elementos y relaciones.
Teniendo ya la herramienta construida, el esfuerzo siguiente se centro´ en los algoritmos de
transformacio´n, tanto para transformar de modelo a modelo como para transformar de mo-
delo a co´digo. Finalmente, se procedio´ a validar todo lo anteriormente realizado a trave´s del
planteamiento de un caso de estudio.
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Cap´ıtulo 1
Introduccio´n
Debido a los ra´pidos cambios de hoy en las organizaciones y sus negocios, muchos departa-
mentos de sistemas tienen el problema de adaptar ra´pidamente las interfaces de usuario de las
aplicaciones interactivas a estos cambios. Entre estos cambios se pueden anotar: reasignacio´n de
personal, redefiniciones de tareas y/o procesos, soporte de nuevas plataformas de computacio´n,
migracio´n de plataformas de computacio´n existentes a nuevas plataformas, usuarios con mayo-
res demandas, incremento en la necesidad de interfaces de usuario mas usables, fusio´n de tareas
y procesos, redefinicio´n de la estructura organizacional, evolucio´n/cambios en el negocio; estos
cambios modifican el contexto de uso afectando en ocasiones la interaccio´n de los usuarios y el
rol que desempen˜an en sus organizaciones.
El proceso de desarrollo de interfaces de usuario en las organizaciones, generalmente, no refleja la
implicacio´n de cualquier cambio en el ciclo de vida del proceso de desarrollo. Las organizaciones
reaccionan de diferente manera al proceso de desarrollo de sus interfaces de usuario[41]. Algunas
usan el enfoque ascendente (bottom-up), por ejemplo, cuando comienzan por la recuperacio´n
de pantallas existentes de entrada/salida, redisen˜an y completan el nu´cleo funcional y la nueva
interfaz de usuario es validada por el cliente; otras organizaciones prefieren modificar el modelo
de dominio y el modelo de tareas para mapear disen˜o adicional en la pantalla (esto es enfoque
top-down), por citar un par de ejemplos.
La diversidad de los enfoques adoptados en las organizaciones para atender esta serie de si-
tuaciones motivan a pensar en soluciones ma´s flexibles para que se adapten con mayor facilidad
y menor rigidez al manejo e informacio´n solicitada y manipulada en el desarrollo de las interfaces
de usuario.
Esta motivacio´n esta´ en la l´ınea de los sistemas de disen˜o basado en modelos, que esta´n to-
mando cada vez una mayor importancia en el campo del desarrollo de Interfaces de Usuario
(IU), formulando un modelo conceptual, apoyado en los datos y tareas del negocio, antes de
facilitar una pantalla final a un usuario de la organizacio´n.
1.1. Definiendo el contexto
Este trabajo de grado esta´ enmarcado en el dominio de la Ingenier´ıa de Software bajo el marco
de la Ingenier´ıa Dirigida por Modelos (MDE) usando el framework CIAF (Collaborative In-
teractive Application Framework) y apoya´ndose en el contexto del Desarrollo de Interfaces de
Usuario (HCI) haciendo uso de la aproximacio´n metodolo´gica Task & Data–Model Based User
Interface Development (TD–MBUID), propuesta desarrollada por el doctor William Joseph Gi-
raldo Orozco [26].
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Lo propuesto en este trabajo es realizar, refinar y extender un metamodelo sobre el framework
CIAF, de un mecanismo de mapeo sobre y de los diferentes modelos que el framework CIAF
manipula y almacena, centra´ndose espec´ıficamente sobre la extensio´n al metamodelo que corres-
ponde en la adicio´n del modelo de transformacio´n.
Este metamodelo debe servir como base conceptual para el apoyo de la notacio´n del lenguaje
y soportar la metodolog´ıa a la vez de ser el core para la especificacio´n–creacio´n de la herramienta.
Un metamodelo describe la posible estructura de los modelos – de una manera abstracta, defi-
ne las construcciones de un lenguaje de modelado y sus relaciones, as´ı como las limitaciones y
reglas de modelado [86]. Un metamodelo incluye los conceptos, reglas, diagramas y anotaciones
de un lenguaje dado [34]. Un metamodelo es un modelo expl´ıcito de las construcciones y las
normas necesarias para construir modelos espec´ıficos dentro de un dominio de intere´s [23]. Un
metamodelo es un modelo que sirve de base para la construccio´n de otro modelo. Aunque ambos
son modelos, uno se expresa en te´rminos del otro, en otras palabras, un modelo es una instancia
conforme al otro modelo [28]. Un metamodelo es simplemente el modelo de un modelo, y si ese
modelo es en s´ı mismo un metamodelo, el metamodelo es en realidad un meta–metamodelo [15].
Un metamodelo es un “modelo de un modelo”, en el que los elementos del meta-modelo descri-
ben el significado (sema´ntica) de los diagramas concretos generados a partir de la estructura del
metamodelo [39].
En el marco MDE se presentan los conceptos de lenguaje, modelado y herramienta. Son estos
conceptos los que soportan CIAF y lo que Giraldo [26] denomina como ‘triada’ de CIAF. Este
conjunto de conceptos deben estar representados en el metamodelo que se propone conformar
en este trabajo de grado. En cuanto al concepto de lenguaje, el metamodelo debe representar la
sintaxis abstracta lo que le proporciona al lenguaje la capacidad de representar sus conceptos.
Igualmente, para representar gra´ficamente estos conceptos, el metamodelo debe estar capacitado
para exponer la sintaxis concreta del lenguaje (la notacio´n gra´fica del mismo). Se concibe que
la metodolog´ıa debe estar apoyada por su notacio´n y sus herramientas.
En este conjunto denominado ‘triada’ ninguno de los tres conceptos puede estar separado del
conjunto. Esta ‘triada’ para poder tener una entidad necesita tener un marco conceptual que
considere estos tres conceptos de manera independiente, pero tambie´n de manera integrada a
trave´s de sus relaciones. En este sentido se entiende que cuando se va a disen˜ar un lenguaje
tambie´n debe pensarse en la herramienta sobre la cual el ingeniero trabaja. Es decir, cuando el
desarrollador usa un lenguaje lo hace es a trave´s de una herramienta.
El tema de este trabajo de grado es realizar el metamodelo que actu´a como la base conceptual
para la definicio´n del lenguaje y la herramienta.
Esta implementacio´n se aborda con la perspectiva de MBUID (Model–Based User Interface De-
velopment) que se soporta en la metodolog´ıa TD–MBUID [26]. En esta perspectiva se abordan
los niveles de abstraccio´n del enfoque MBUID: Abstracto; Concreto y Final. Es a trave´s de estos
niveles que se pretende realizar un mapeo de que´ elementos se identifican y se transforman en
otros de un nivel a otro nivel de abstraccio´n.
En este trabajo de grado se pretende realizar una infraestructura de metamodelo que aporte un
sistema de transformacio´n adema´s de la sintaxis abstracta y sintaxis concreta para el diagrama
de transformacio´n.
2
1.2. Situacio´n Proble´mica
Realizando una revisio´n con respecto de la propuesta Task & Data–Model Based User Interface
Development (TD–MBUID)[26], al nivel del lenguaje que la soporta, se ha identificado que:
Las transformaciones en esta herramienta esta´n codificadas para un modelo en particular.
Si el usuario modifica algunos para´metros del modelo, como nombres de paquetes, por
ejemplo, las transformaciones no se ejecutan.
El Mapping entre el modelo de interaccio´n y el modelo de disen˜o no esta´ definido como
un elemento de modelado y se realiza a partir de shortcuts.
No soporta el modelado de datos de dominio ni las interfaces de usuario de negocio.
1.3. Objetivos
1.3.1. Objetivo General
Desarrollar un metamodelo que apoye la herramienta denominada CIAT.TDMBUID [26], que
soporte funcionalidades inexistentes en las situaciones problema´ticas definidas anteriormente.
1.3.2. Objetivos Especif´ıcos
1.3.2.1. Conformar la nueva sintaxis abstracta y sintaxis concreta del lenguaje
y la herramienta CIAT.TDMBUID a partir de los desarrollos previos,
teniendo en cuenta la incorporacio´n del diagrama de transformacio´n.
1.3.2.2. Conformar el marco conceptual del lenguaje y la herramienta CIATTD-
MBUID.
1.3.2.3. Conformar el metamodelo de la herramienta CIAT.TDMBUID.
1.3.2.4. Desarrrollar nueva herramienta CIAT.TDMBUID a partir del metamo-
delo propuesto.
1.3.2.5. Validar el metamodelo a partir de la herramienta mediante caso de estudio.
3
Cap´ıtulo 2
Estado del Arte y Marco
Conceptual
El tema del trabajo de grado esta´ enmarcado en el dominio de la Ingenier´ıa de Software bajo el
marco de la Ingenier´ıa Dirigida por Modelos (MDE) usando el framework CIAF (Collaborative
Interactive Application Framework) y apoya´ndose en el contexto del Desarrollo de Interfaces de
Usuario (HCI) y haciendo uso de la aproximacio´n metodolo´gica Task & Data – Model Based
User Interface Development (TD–MBUID), propuesta Giraldo en [26].
2.1. Estado del Arte
2.1.1. MDE (Model–Driven Engineering)
El marco de MDE (Model–Driven Engineering) [23] ayuda a descubrir los elementos de un siste-
ma a partir de la creacio´n de modelos enfocados sobre los conceptos de dominio y no tanto sobre
los conceptos de informa´tica. Uno de los objetivos del enfoque MDE es especificar y explicitar
los te´rminos del negocio en modelos durante todo el proceso de desarrollo de software.
A partir de este objetivo, este enfoque esta´ centrado en que los desarrolladores se enfoquen solo
en modelos sin considerar aspectos de implementacio´n. Se pueden trabajar independientemente
los detalles de las plataformas espec´ıficas. Esto hace que el sistema desarrollado se acerque ma´s
a las necesidades del usuario final, el cual tendra´ mayor funcionalidad en un menor tiempo.
Realizar modificaciones sobre los modelos sera´ mucho ma´s ra´pido y seguro que hacerlo sobre el
co´digo final.
El modelo constituye la base fundamental de informacio´n sobre la que interactu´an los expertos
en el dominio del problema y los desarrolladores de software. Por lo tanto es de fundamental
importancia que exprese la esencia del problema en forma clara y precisa [57].
Kleppe[35] afirma, que si se trabaja con modelos, se pueden obtener importantes beneficios tanto
en la productividad (prestando mayor atencio´n, por parte de los desarrolladores, a la solucio´n
del problema a partir del dominio y no tanto en los detalles te´cnicos), como en la portabilidad
(dependiendo de las herramientas de transformacio´n usadas) e independencia de la plataforma
de sistema de software, en la interoperabilidad (haciendo referencia a los ‘brigdes’ puentes –
mapeo de elementos entre distintas plataformas y a la independencia de los fabricantes), en el
mantenimiento y la documentacio´n (esta se mantiene a un alto nivel de abstraccio´n partiendo
desde los modelos conceptual e independiente de plataforma).
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En el contexto de MDSD (Model–Driven Software Development) [86], corriente especializada del
enfoque MDE, un metamodelo describe la posible estructura de los modelos – en una manera
abstracta, define los constructores de un lenguaje de modelado y sus relaciones, como tambie´n
las restricciones –constraints– y las reglas de modelado [86], como tambie´n los conceptos y nota-
ciones de diagramas de un lenguaje dado [34]. Gronback define un metamodelo como un modelo
que provee las bases para construir otro modelo [28]. Un metamodelo define la estructura de
un modelo as´ı como su sema´ntica. La sema´ntica que puede ser expresada es espec´ıfica para un
dominio, por lo tanto, el metamodelo es una representacio´n de ese dominio [4]. Para Beydeda[5]
un metamodelo es definido por los modelos intr´ınsecos de un dominio descritos en otro modelo
de mayor nivel de abstraccio´n. En [39] un metamodelo es un “modelo de un modelo”, en el que
los elementos del metamodelo describen el significado (sema´ntica) de los diagramas concretos
generados a partir de la estructura del metamodelo.
2.1.2. DSL (Domain Specific Language)
Todo este trabajo con modelos debe siempre obtener un resultado. Bien sea un nuevo modelo,
metamodelo, o co´digo del aplicativo para el cual se ha modelado un dominio. Pero ese resul-
tado, ma´s alla´ de convertirse en un modelo de mayor (o menor) nivel de abstraccio´n, debe
aportar condiciones u´nicas para el dominio modelado. Este aporte de condiciones particulares
sobre el dominio esta´ dado por el DSL (Domain Specific Language). El DSL, segu´n describe
Fowler[20], es un lenguage de un propo´sito determinado, cuya representacio´n puede ser gra´fica
o textual, adaptado a problemas concretos de un dominio. Para Vo¨lter[86], un DSL sirve para el
propo´sito de realizar los aspectos claves de un dominio formalmente expresables y modelables.
Y Gronback[28] define DSL como un lenguaje disen˜ado para ser u´til para un conjunto espec´ıfico
de tareas. Ghosh[24] indica que un DSL es un lenguaje de programacio´n que esta´ dirigido a un
problema espec´ıfico.
Un DSL gestiona complejidad a trave´s de abstraccio´n organizada, en software existente y/o
en literatura te´cnica, en la que participan expertos de un dominio. El DSL es un lenguaje
de modelado especializado que se orienta hacia un dominio estrecho (espec´ıfico). Entre estos
dominios se pueden mencionar i) Verticales: dominio de negocio; telecomunicaciones; finanzas;
banca; seguros; etc., y ii) Horizontales, subdividos en Transacciones y Te´cnicos: persistencia;
interfaces de usuario; telecomunicaciones; etc. Fowler[20] manifiesta las cualidades deseables de
un DSL:
Expresividad limitada.
Integridad conceptual.
Manejabilidad.
Promocio´n de la escritura de co´digo conciso y legible.
Regularidad.
Fiablidad.
Consistencia con notaciones aceptadas convencionalmente.
Un DSL puede ser interno (embebido) o externo, en este caso, se representa en un lenguaje
diferente al lenguaje de programacio´n principal. Un DSL se traduce, generalmente, en llamadas
a bibliotecas de subrutinas. Un DSL, para Ghosh[24], es un artefacto que constituye una parte
importante de un proceso de mapeo. Esto es, buscar la forma de expresar un problema en el
vocabulario (contexto) de un dominio particular y, posteriormente, en el modelo de dominio de
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Figura 2.1: Concepcıo´n de DSL. Presentacio´n propia del autor
la solucio´n. El modelo de aplicacio´n de este concepto es la esencia de lo que se denomina Len-
guaje de Dominio Espec´ıfico (DSL). Un DSL es una manera ideal para modelar el tipo de reglas
presentes en una aplicacio´n de negocios: reglas que deben ser expl´ıcitas, legibles y declarativas.
Este Lenguaje de Dominio Espec´ıfico (DSL) esta´ definido, para Vo¨lter[86], por un metamodelo.
Un metamodelo describe los conceptos que pueden ser usados para modelar el modelo. La for-
malizacio´n para un lenguaje toma forma en la construccio´n del metamodelo. Gronback, en [28],
manifiesta que la estructura de un DSL es capturada en su metamodelo, comu´nmente referida
como su sintaxis abstracta.
Bjo¨rner[17] expresa que por sintaxis podemos referimos a las formas en que las palabras esta´n
dispuestas a mostrar el significado (es decir, sema´ntica) dentro y entre las oraciones, y las reglas
para formar oraciones sinta´cticamente correctas. Al respecto, Kelly[34], manifiesta que la sintaxis
abstracta de un lenguaje de modelado se especif´ıca normalmente en un metamodelo. La sintaxis
de un lenguaje de modelado es ma´s que so´lo palabras reservadas. Se presenta con frecuencia que
tambie´n incluye las reglas gramaticales que se deben seguir al especificar los modelos. Giraldo,
en su propuesta [26], manifiesta que la sintaxis especif´ıca la estructura conceptual de un lenguaje
por medio de sus construcciones (elementos de modelado de que se compone el lenguaje), sus
propiedades y las conexiones entre s´ı.
Para Beydeda la sintaxis de un formalismo esta´ dada por lo concreto y la sintaxis abstracta [5].
Gasevic´[23], afirma que toda lo´gica formal tiene una sintaxis bien definida que determina co´mo
las oraciones se construyen en el lenguaje, una sema´ntica que determina el significado de las
oraciones, y un procedimiento de inferencia que determina las oraciones que se pueden derivar
de las otras oraciones. Boca[7] refiere que la sintaxis de un lenguaje puede ser descrita sin tener
en cuenta la sema´ntica prevista de los programas, mientras que la sema´ntica no puede ser des-
crita sin referencia a la sintaxis del lenguaje. Para Kelly[34] la sintaxis especif´ıca la estructura
conceptual de un lenguaje: las construcciones de un lenguaje de modelado, sus propiedades y
las conexiones entre s´ı. La sintaxis, segu´n Giraldo[26], define que´ elementos de modelado existen
en el lenguaje y co´mo estos elementos de modelado se construyen en te´rminos de otros.
Cuando se hace referencia al significado de los conceptos dentro del modelado y que tienen algu´n
significado, se habla de sema´ntica. Cuando se agrega un elemento en un modelo o se conectan
elementos juntos, dentro de un modelo, se crea significado [34].
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Un DSL, desde la perspectiva de Ba¨risch, define una sintaxis concreta o notacio´n formal para
expresar modelos concretos. La sintaxis abstracta define los conceptos ba´sicos para la construc-
cio´n del modelo, se determina por la sema´ntica esta´tica del metamodelo[4]. Segu´n Vo¨lter[86], la
sintaxis abstracta simplemente especif´ıca como luce (de apariencia) la estructura del lenguaje; la
sintaxis concreta de un lenguaje especif´ıca lo que un analizador (parser) para el lenguaje acepta.
Podr´ıa afirmarse, entonces, que la sintaxis concreta es la realizacio´n de una sintaxis abstracta.
Beydeda[5] afirma, que la sintaxis concreta especif´ıca la representacio´n legible de los elementos
notacionales abstractos. Por su parte, Pastor[62], indica que la notacio´n puede expresar que
cada concepto (primitivas conceptuales o patrones conceptuales) se definen en el lenguaje de
especificacio´n en un esfuerzo para hacer el modelado gra´fico de una tarea visual e intuitivo.
Cuando el uso de una notacio´n gra´fica no es aplicable a todas las primitivas, la sintaxis del
lenguaje de especificacio´n puede ser utilizado contextualmente, es decir, mediante contextos es-
tas primitivas tienen que ser correctamente asociadas a los elementos gra´ficos correspondientes.
Segu´n Ghosh[24] un DSL contiene la sintaxis y la sema´ntica que los conceptos del modelo en el
mismo nivel de abstraccio´n como el dominio del problema tiene. Gronback[28], tambie´n afirma
que el nu´cleo de un DSL es su sintaxis abstracta, que se utiliza en el desarrollo de casi todos
los artefactos que siguen, incluyendo sintaxis gra´fica concreta, transformaciones de modelo–a–
modelo, y las transformaciones de modelo–a–texto. T´ıpicamente, el primer elemento de un DSL
a desarrollar es su sintaxis abstracta; la sintaxis abstracta para un DSL, por lo general, debe
ser presentada para su uso por humanos, por lo que una o varias sintaxis concretas deben ser
desarrolladas.
Giraldo, refiere en [26] que la sintaxis abstracta define que´ elementos de modelado existen en el
lenguaje y co´mo estos elementos de modelado se construyen en te´rminos de otros para describir
los modelos del sistema que se desarrolla. La sintaxis abstracta indica la estructura y las reglas
gramaticales del lenguaje.
Tambie´n Giraldo[26], indica que la sintaxis concreta es la representacio´n textual o gra´fica del
lenguaje que se disen˜a y es la que permite implementar modelos en dicho lenguaje. De esta for-
ma, la sintaxis concreta facilita o dificulta el entendimiento de los diagramas y la organizacio´n de
los modelos que describen un sistema. Kelly[34] expone que la sintaxis concreta hace referencia
a los s´ımbolos de la notacio´n y la forma de representacio´n que el lenguaje utiliza. Giraldo[26]
afirma que la especificacio´n de la sintaxis concreta debe ser uno de los pasos preliminares en la
especificacio´n de cualquier lenguaje para definir sus particularidades y el mapping con respecto
de la sintaxis abstracta. Esta especificacio´n tiene como partida el ana´lisis visual de co´mo se
presentara´n al usuario desarrollador los elementos de modelado del lenguaje. Este modelo define
la estructura de componentes gra´ficos usados para representar los conceptos.
2.1.3. MBUID (Model– Based User Interface Development)
Lo que se presenta en este trabajo de grado es una herramienta que soporta la generacio´n au-
toma´tica de interfaces gra´ficas de usuario a partir de la concepcio´n de diferentes modelos y
enfoques.
El enfoque MBUID (Model– Based User Interface Development) esta´ definido, por Molina[50],
como una aplicacio´n del paradigma MDE ; este enfoque facilita la especificacio´n y construccio´n
de sistemas considerando la diferenciacio´n entre distintos niveles de abstraccio´n:
Tres caracter´ısticas de este tipo de entornos son definidas en [26]:
a) soporte para la generacio´n automa´tica de interfaces de usuario;
b) uso de me´todos declarativos para la especificacio´n de interfaces de usuario y
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Figura 2.2: Niveles Abstraccio´n del enfoque MBUID. Presentacio´n propia del autor.
c) la adopcio´n de metodolog´ıa para soportar el desarrollo de interfaces de usuario.
En cuanto al dominio de este trabajo de grado se aborda un enfoque MDE ; por lo que en el nivel
de abstraccio´n Task Model & Domain Model se puede establecer una correspondencia directa
hacia el Modelo Independiente de la Computacio´n (CIM). En el nivel de abstraccio´n Task Model
& Domain Model, de la figura 2.2, se pueden realizar el modelo de tareas y el modelo de concepto
de dominio.
En el primero, modelo de tareas, basado en la notacio´n formal del ConcurTaskTree CTT que
permite crear a´rboles de tareas con varios niveles de abstraccio´n, [63], en donde se define la
tarea como la forma en que el usuario puede lograr un objetivo en una aplicacio´n de dominio
espec´ıfico. La tarea, segu´n Limbourg[42], es clasificada en cuatro tipos:
Figura 2.3: Clasificacio´n tipos de tareas segu´n Limbourg[42]. Notacio´n ConcurTaskTree
CTT [63].
Las tareas, para Giraldo[26], permiten mostrar la participacio´n de los roles en relacio´n con los
datos que manipulan y permiten mostrar las subtareas que pueden componer una tarea.
Limbourg[42] clasifica las tareas de acuerdo a lo siguiente. La tarea de usuario se refiere a la
accio´n cognitiva como tomar una decisio´n o adquirir informacio´n. Esta tarea es u´til para predecir
la ejecucio´n en runtime. La tarea interactiva (Interactive Task) es la interaccio´n del usuario con
el sistema (por ejemplo, seleccionar un valor). La tarea de sistema es la accio´n que es realizada
por el mismo sistema y la tarea abstracta es un constructor intermediario que agrupa tareas de
diferentes tipos.
Las tareas tienen atributos: Frecuencia e Importancia. La frecuencia es la valoracio´n de la fre-
cuencia relativa de ejecucio´n de una tarea; esta es evaluada en una escala de 1 a 5, donde 5 es
la de mayor frecuencia. El atributo de importancia evalu´a la importancia relativa de una tarea
con respecto de los objetivos principales del usuario. Este atributo se mide, tambie´n, con una
escala de 1 a 5 do´nde 5 es la de mayor importancia.
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Figura 2.4: Modelo de Tareas. Presentacio´n Propia del autor
Para Vanderdonckt, el modelo de tareas (Task Model) es un modelo que describe la tarea inter-
activa como es vista por el usuario final interactuando con el sistema [84]. Mientras que, para
Giraldo[26], el modelo de tareas (Task Model) describe un ordenamiento lo´gico y temporal de
las tareas que son realizadas por los usuarios en la interaccio´n con un sistema. Los elementos
individuales en un modelo de tareas (Task Model) representan las acciones espec´ıficas que el
usuario puede llevar a cabo. Para Limbourg[42] un modelo de tareas (Task Model) se compone
de tareas y las relaciones entre esas tareas.
En el mismo nivel de abstraccio´n del modelo de tareas (Task Model) se ubica el modelo de do-
minio (Domain Model). Para Limbourg, en [42], el modelo de dominio describe conceptos del
mundo real y las interacciones, es decir, la interpretacio´n de los usuarios y sus operaciones con
esos conceptos. Vanderdonckt, en [84], comparte la misma definicio´n: es una descripcio´n de las
clases de objetos manipulados por un usuario mientras interactu´a con un sistema. Giraldo, a
su vez, en [26], manifiesta que el modelo de dominio (Domain model) captura la sema´ntica del
contexto del sistema y define los requisitos de informacio´n para el desarrollo de la interfaz de
usuario. Especif´ıca los datos que las personas utilizan, relacionados con las entidades del mundo
real y las interacciones tal como son entendidas por los usuarios en relacio´n con las acciones que
se realizan sobre estas entidades. Los objetos del dominio son considerados como instancias de
clases que representan los conceptos que son manipulados y que son totalmente independientes
de la forma en la que se muestran en la pantalla y co´mo se almacenan en el computador. Se
usan los diagramas de clases UML como base para la representacio´n [58].
El enfoque MBUID (Model– Based User Interface Development) define ba´sicamente tres niveles
de abstraccio´n:
1. Abstract User Interface (AUI)
2. Concrete User Interface (CUI)
3. Final User Interface (FUI)
El nivel de Abstraccio´n del enfoque MBUID, Abstract User Interface (AUI) , Giraldo, en [26],
lo define como la representacio´n de una expresio´n cano´nica de la renderizacio´n (representacio´n)
y la manipulacio´n de los conceptos del dominio y las funciones, de manera que sea lo ma´s inde-
pendiente posible de la modalidad (auditiva, visual, ta´ctil, etc.) y de la plataforma informa´tica.
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Figura 2.5: Modelo de Dominio. Presentacio´n propia del autor.
Molina, en [50], indica que un AUI es la descripcio´n abstracta del contenido y la estructura de
la interfaz de usuario. Vanderdonckt, por su parte, en [84], realiza una correspondencia directa
entre AUI y el modelo independiente de la plataforma (PIM). En el AUI, se definen Contene-
dores Abstractos (Abstract Container – AC) y Componentes Individuales Abstractos (Abstract
Individual Component – AIC), agrupados en subtareas de acuerdo a varios criterios, un esque-
ma de navegacio´n entre el AC y la seleccio´n del AIC para cada concepto abstracto para que
sean independientes de cualquier modalidad. En este nivel, la interfaz de usuario se compone
principalmente de definiciones de entrada/salida, junto con las acciones que se deben realizar
sobre esta informacio´n.
Limbourg define, en [42], AIU en te´rminos de Objeto de Interaccio´n Abstracto (Abstract Inter-
action Object – AIO) y de Relaciones de Objeto de Interaccio´n Abstracto. Cada AIO puede ser
usado para representar ra´pidamente la interaccio´n necesaria con el sistema. El modelo AUI [42]
esta´ compuesto por AIO (Abstract Interaction Object) y Abstract User Interface RelationShip.
Los AIO esta´n compuestos por Abstract Individual Component (AIC) y describen la interaccio´n
de los objetos de una manera que es independiente de la modalidad y que sera´ representado en
el mundo f´ısico. La interaccio´n de un AIC puede representarse por medio de facets (descripcio´n
de una funcio´n particular de un AIC):
Limbourg, en [42], define cuatro tipos de facets:
input: representa la entrada de datos en el sistema;
output: representa la informacio´n proporcionada por el sistema al usuario;
navegation: representa la transicio´n de un componente de la interfaz a otro;
control: describe los v´ınculos (relaciones) entre un AIC y la(s) funcio´n(es) del sistema.
Adicionalmente, Giraldo [26], define:
action: representa un evento de interaccio´n que desencadena un disparo que cambia el
estado de los componentes de la interfaz; y
group: que representa un conjunto de AIOs que definen un componente ma´s complejo.
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Figura 2.6: Facets. Presentacio´n propia del autor.
En el conjunto de AIOs, tambie´n se representa el Abstract Container (AC). Limbourg[42], define
este conjunto como la agrupacio´n lo´gica de otros contenedores abstractos o de AICs. Estos ACs
soportan la ejecucio´n de tareas lo´gicas/sema´nticamente conectadas.
En este modelo, AUI, tambie´n se tienen las Abstract User Interfaces Relationship. Estas re-
laciones son el panorama inicial para determinar el modelo de trazabilidad de la herramienta
propuesta. En [26, 42], se definen las siguientes relaciones abstractas:
decomposition: especifica la descomposicio´n de una estructura jera´rquica de contenedores
abstractos (AC) y los componentes individuales abstractos (AIC);
abstractAdjacency: esta relacio´n indica que dos AIOs son lo´gicamente adyacentes;
spatio– temporal: especificacio´n precisa del layout en tiempo o espacio;
Dialog Control: permite especificar un flujo de control de la interaccio´n entre objetos
abstractos;
Mutual emphasis: especifica la diferenciacio´n de dos componentes en el nivel concreto.
Figura 2.7: Modelo AUI. Presentacio´n propia del autor.
El nivel de Abstraccio´n, del enfoque MBUID, Concrete User Interface (CUI) para Limbourg, es
el modelo de interfaces de usuario el que permite la especificacio´n de la apariencia y el compor-
tamiento de la interfaz de usuario con elementos que pueden ser percibidos por el usuario [42].
Este modelo esta´ constituido por Objetos de Interaccio´n Concreta (CIO Concrete Interaction
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Object) que es la entidad que el usuario percibe/manipula independientemente del la represen-
tacio´n (rendering). Estos CIO definen la apariencia (appaerance) de la interfaz de usuario. La
clasificacio´n de los CIOs, segu´n la modalidad gra´fica, se da en:
1. Graphical Containers (GC) como window, tabbed, table, menubar, dialog box, box;
2. Graphical Individual Components (GIC) que comprenden image components, text com-
ponents, progressionbar, label, text input, combobox.
Por otro lado, el modelo CUI tambie´n se compone de relaciones, estas se denominan Concrete
User Interfaces Relationship. Estas relaciones componen el comportamiento (behavior) que es
considerado, por Limbourg[42], como el mecanismo de respuesta a eventos que resulta en un
cambio de estado del sistema. Este cambio puede darse por un evento, que es un acontecimiento
(ocurrencia) en tiempo de ejecucio´n que activa una accio´n; una condicio´n, que es la expresio´n
de un estado que ha de ser verdad antes (pre-condicio´n) o despue´s (post condicio´n) de realizarse
una accio´n. Esta expresio´n se da en te´rminos de OR, AND, XOR e IMPLIES ; accio´n, es un
proceso que resulta en un cambio de estado en el sistema, esta puede ser de tres tipos: a) method
call, b) transformation system (cambio de propiedades en la interfaz de usuario) y c) transition
(source y target).
Para Giraldo[26], el modelo CUI permite especificar el aspecto y comportamiento de la interfaz
de usuario por medio de elementos que pueden ser percibidos por los usuarios. La traduccio´n
de AUI en CUI se aborda mediante la utilizacio´n de reglas de transformacio´n disponibles en
el lenguaje usiXML[41],[83]. Un Objeto de Interaccio´n Concreto (CIO) es un componente de
la interfaz de usuario que puede ser manipulado o percibido por el usuario. UsiXML[83], es la
base tecnolo´gica de TD– MBUID y proporciona dos tipos de interfaz concreta: a) contenedores
gra´ficos y b) componentes individuales gra´ficos.
As´ı como en el AUI existen las relaciones, en el CUI tambie´n se presentan, pero a nivel gra´fico:
1. transicio´n gra´fica (Graphical Transition): especifica v´ınculos entre los diferentes conte-
nedores que componen la interfaz gra´fica. Los tipos de transicio´n esta´n clasificados en:
abrir, cerrar, minimizar, maximizar, restaurar,
2. alineacio´n (Alignment): puede ser especificada entre cualquier componente individual
perteneciente a la misma ventana;
3. Adyacencia (Adjacency): indica que dos componentes son topolo´gicamente adyacentes;
4. control de dia´logo (Dialog Control): especifica un flujo de control de la interaccio´n entre
objetos concretos utilizando los mismos operadores que para las tareas.
Para Vanderdonckt[84], CUI corresponde al modelo de plataforma especifica (PSM). Este paso
es soportado por varias herramientas que ayudan a disen˜adores y desarrolladores a editar, cons-
truir o dibujar una interfaz de usuario. Se concreta una interfaz abstracta, para un determinado
contexto de uso, en CIO para definir el disen˜o de widgets y la navegacio´n de interfaces. Se abstrae
una Interfaz de Usuario Final (FUI) en una definicio´n de interfaz de usuario que es indepen-
diente de cualquier plataforma de computacio´n. Aunque un CUI hace expl´ıcito el look & feel
definitivo de un FUI, sigue siendo un modelo a escala que so´lo se ejecuta en un entorno particular.
El conjunto de estos modelos abstracto y concreto, se cierra con la representacio´n final. Este
cierre se da a trave´s de un proceso de reificacio´n que es la cosificacio´n o, mejor, la materiali-
zacio´n, y que Limbourg[43] define como la transformacio´n de una descripcio´n (o un conjunto
de descripciones) en una descripcio´n (o conjunto de descripciones) cuyo nivel de abstraccio´n es
menor que el del origen.
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Esta reificacio´n da como resultado una interfaz de usuario final – (Final User Interface – FUI)
–, Vanderdonckt [84] realiza una correspondencia de este modelo (FUI) en el enfoque MDE di-
rectamente al co´digo de la interfaz de usuario. Este nivel se logra cuando el co´digo de la interfaz
de usuario se produce a partir de los anteriores niveles: Task Model & Domain Model; AUI
Model y CUI Model para la propuesta TD– MBUID y CIM, PIM y PSM en MDE. Este co´digo
de interfaz de usuario puede ser interpretado (por ejemplo en un navegador web) o ejecutado
(compilacio´n del co´digo).
Para realizar un seguimiento de nivel a nivel, de los objetos que se trabajan y que dan como
resultado una FUI, es requerido abordar la trazabilidad de los objetos por estos diferentes niveles.
A este seguimiento se le conoce como Modelo de Trazabilidad o mapping. Para Vanderdonckt
[84], el modelo de mapeo (mapping model) esta´ definido como un modelo que contiene una serie
de relaciones establecidas (mapeadas) entre modelos y/o elementos de modelos. Molina[50] lo
define como el proceso de convertir una representacio´n abstracta de un sistema en una repre-
sentacio´n final (considerando los elementos de la plataforma en la que se implementa). En este
modelo (mapping model) se especifica la correspondencia entre lo abstracto y la sintaxis concre-
ta de las notaciones (CTT para el caso del Task Model y Class Diagram de UML para el caso
del domain model). El modelo de mapeo interconecta los diferentes elementos modelados por el
usuario y construidos por medio de los editores. El modelo de mapeo, en la herramienta CIAT
se define en el archivo gmfmap (del entorno EMF, que se explicara´ en el siguiente cap´ıtulo).
Tambie´n aqu´ı, en este archivo, se incluye el conjunto de constraints (restricciones) de sema´ntica.
Limbourg[43], plantea la problema´tica del modelo de mapeo debido al manejo desigual entre
los modelos descriptivos y los modelos generativos; indica que: los modelos y las relaciones se
definen solo para un proyecto o herramienta que no permiten los conceptos de reuso y compartir
con otro contexto, esto impide que otros equipos de desarrollo usen estas especificaciones; las
definiciones siguen siendo, principalmente, f´ısicas y no lo´gicas.
En esta propuesta, se requerira´ realizar una definicio´n estructural del mapeo, sobre los modelos
y las relaciones que se consideren dentro de los elementos de un mismo modelo como las rela-
ciones entre modelos. Esta definicio´n estructural debera´ ser incluida en el archivo gmfmap de la
herramienta CIAT.
Para cumplir con este objetivo, en particular, se propone realizar un recorrido para definir y
encontrar las relaciones entre el modelo de dominio (domain model) y los modelos de interfaces.
Toda relacio´n posee un origen (source) y un destino (target). La intencio´n del modelo de traza-
bilidad es poder conocer un elemento concreto que reifica (materializa) un objeto abstracto o,
que´ objeto abstracto es una abstraccio´n de que´ objeto concreto; igualmente, el modelo de traza-
bilidad establecer´ıa las relaciones directamente entre las tareas del Task Model y los elementos
del dominio (domain model).
Toda esta propuesta de desarrollo de una nueva herramienta esta´ basada en un marco de desa-
rrollo. Este marco de desarrollo es CIAF (Collaborative Interactive Application Framework) [85].
Este es un marco de desarrollo conceptual, metodolo´gico y tecnolo´gico para el desarrollo de sis-
temas interactivos que puede ser usado directamente, extendido o personalizado. En CIAF se
integran tres notaciones:
CIAN que cobija el aspecto de colaboracio´n y HCI;
UML que especifica la funcionalidad de sistemas informa´ticos y
UsiXML que permite describir la interfaz de usuario para mu´ltiples plataformas.
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CIAF es un marco que se centra ma´s en la especificacio´n a nivel de proceso y no se centra en
las pruebas de usabilidad. Este marco especifica solo las tareas de desarrollo de la interfaz de
usuario; el usuario debe incluir las tareas de su metodolog´ıa de desarrollo donde se encuentren
componentes relacionados con la funcionalidad.
2.2. Marco Conceptual
Figura 2.8: Marco conceptual de este trabajo
2.2.1. CIAM (Collaborative Interactive Applications Methodology)
CIAM [52] (Collaborative Interactive Applications Methodology) es el enfoque metodolo´gico se-
leccionado para abordar el disen˜o conceptual de aplicaciones que soportan los grupos de trabajo.
Esta se basa en el uso de notaciones espec´ıficas para el disen˜o de aplicaciones interactivas. Esta
metodolog´ıa pretende establecer una conexio´n entre los modelos de requerimientos a alto nivel
con los modelos de interaccio´n de ma´s bajo nivel con el propo´sito de derivar la interfaz de usuario
ma´s directamente[26].
Esta metodolog´ıa implica la adopcio´n de distintos puntos de vista a la hora de abordar la creacio´n
de modelos conceptuales para este tipo de sistemas colaborativos pues, dar soporte al trabajo
en grupo, resulta complejo dado el origen de las a´reas de conocimiento de donde provienen los
distintos integrantes del grupo. Las primeras etapas abordan un modelado centrado en el grupo,
pasando en fases posteriores a un modelo ma´s centrado en el proceso (cooperativo, colaborativo
y de coordinacio´n), aproxima´ndose, a medida que se desciende en el nivel de abstraccio´n, hacia
un modelado centrado en el usuario, en el que se modelan las tareas interactivas, esto es, el
dia´logo que se da entre un usuario individual y la aplicacio´n[22][52].
Esta propuesta metodolo´gica es soportada por una herramienta CASE denominada CIAT (Co-
llaborative Interactive Application Tool) [25], y permite la edicio´n de modelos en cada una de las
fases de la metodolog´ıa, como el mapeo (mapping) y relacio´n entre dichos modelos y diagramas
de UML. CIAT es una herramienta basada en Eclipse[77] que ayuda a los desarrolladores a
especificar modelos en CIAN.
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2.2.2. CIAN (Collaborative Interactive Applications Notation)
Esta metodolog´ıa, CIAM, propone una notacio´n espec´ıfica denominada CIAN (Collaborative
Interactive Applications Notation) [49], la cual promueve el modelado de la colaboracio´n para
soportar el modelado de sistemas de apoyo al trabajo en grupo, igualmente, esta notacio´n per-
mite especificar las peculiaridades de los sistemas colaborativos interactivos, y se complementa
con la notacio´n UML[58], que permite especificar la funcionalidad del sistema. Esta notacio´n se
centra en el modelado de la colaboracio´n y la interaccio´n con el usuario. CIAN, entonces, per-
mite identificar el conjunto de elementos gra´ficos para el modelado bajo la metodolog´ıa CIAM.
CIAN provee un conjunto especializado de elementos de modelado para representar las tareas
individuales y en grupo, a distintos niveles de abstraccio´n y de granularidad. Tambie´n soporta
adecuadamente el modelado de la colaboracio´n humana, pero no promueve el modelado de la
funcionalidad del sistema[26]. La notacio´n CIAN permite la creacio´n de una serie de modelos.
Cada uno de ellos representa un aspecto o perspectiva distinta de modelado y debe plasmar, por
tanto, un subconjunto espec´ıfico de conceptos. Este subconjunto que compone el marco posee
cuatro vistas: vista organizacional, vista de inter-accio´n, vista de datos y vista de interaccio´n
[51].
Figura 2.9: Elementos de CIAN. Tomado de [26]
2.2.3. usiXML (User Interface eXtensible Markup Language)
usiXML[40][83] se creo´ como una extensio´n de XML para describir la interfaz de usuario para
mu´ltiples contextos de uso, tales como gra´ficos, interfaces de usuario de voz, realidad virtual,
e interfaces de usuario multimodales. Es un lenguaje espec´ıficamente basado en el marco de
referencia Cameleon[10], que adopta cuatro etapas de desarrollo: tareas y conceptos, interfaz de
usuario abstracta (AUI), interfaz de usuario concreta (CUI) e interfaz de usuario final (FUI).
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El lenguaje usiXML[83] tiene por objeto describir interfaces de usuario con diferentes niveles de
detalle y abstraccio´n, en funcio´n del contexto de uso. usiXML provee soporte para el desarrollo
de familias de interfaces independientes del dispositivo, de la plataforma, de la modalidad y del
contexto. usiXML encapsula diferentes modelos y cuenta con soporte expl´ıcito para relacionar
los distintos modelos, transformarlos y seleccionar partes de un modelo. Estos modelos son: mo-
delo de tareas, de dominio, de presentacio´n (interfaz abstracta, concreta y final), de contexto
de uso, de mapping y de transformacio´n [43]. El contexto de uso, a su vez, se descompone en
modelo del usuario, de la plataforma y del entorno.
En la definicio´n del lenguaje UsiXML [42] se proponen, para la sintaxis concreta, dos tipos de
representacio´n: una gra´fica y una textual. La sintaxis gra´fica, que se compone de cajas y fle-
chas, se utiliza principalmente como un medio de representacio´n de las reglas de transformacio´n.
Mientras que, la sintaxis textual es un lenguaje basado en XML (llamado usiXML), que se uti-
liza como un formato de intercambio entre diversas aplicaciones para explotar los modelos de
especificacio´n de interfaz de usuario en todas las etapas de desarrollo.
Sintaxis abstracta: se ha adoptado por completo la sintaxis abstracta de usiXML para soportar
todos sus modelos y transformaciones. Aunque se conserva la estructura general de la sintaxis,
se han realizado modificaciones, que se detallara´n en el siguiente cap´ıtulo, para permitir su im-
plementacio´n en EMF[77], para garantizar la integracio´n con otras notaciones, como CIAN, y
para facilitar la implementacio´n de reglas de transformacio´n.
Sintaxis concreta: usiXML tiene una sintaxis concreta textual, basada en XML[9], que pue-
de ser usada como un medio de comunicacio´n entre herramientas. A nivel gra´fico, adopta la
representacio´n de CTT[63] para las tareas y la representacio´n de clases UML[58] para los datos.
2.2.4. Interfaz de Usuario TD-MBUID
TD-MBUID (Task & Data Model Based User Interface Development) es la propuesta de desa-
rrollo de la interfaz de usuario basada en los modelos de datos (dominio) y de tareas (notacio´n
CTT [63]) [26]; de ah´ı su nombre.
El enfoque de desarrollo MBUID (Model Based User Interface Development) se centra en la
especificacio´n de alto nivel para generar la interfaz de forma automa´tica. El entorno MBUID
presenta tres caracter´ısticas[26]:
1. el soporte para la generacio´n automa´tica de interfaces de usuario,
2. el uso de me´todos declarativos para la especificacio´n de las interfaces y
3. la adopcio´n de una metodolog´ıa para soportar el desarrollo de la interfaz.
El entorno MBUID promueve el desarrollo iterativo de modelos declarativos por medio del uso
de editores gra´ficos y de lenguajes de alto nivel. Estos modelos incluyen la especificacio´n del
dominio, el contexto, la presentacio´n, la actividad, el usuario y el dia´logo. Una vez creados estos
modelos, se incorporan una serie de gu´ıas, reglas y aspectos que esta´n asociados a la presentacio´n
de la interfaz. Posteriormente se lleva a cabo una integracio´n de estas especificaciones con el
co´digo de la aplicacio´n que soportara´ la funcionalidad. De esta forma se tiene un me´todo de inge-
nier´ıa que reduce los errores, que permite conocer y entender a los usuarios para reducir su carga
cognitiva y, al mismo tiempo, se mantiene la consistencia y la claridad en las especificaciones.
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Cap´ıtulo 3
Entorno tecnolo´gico usado
Este trabajo de grado tiene como entorno tecnolo´gico Eclipse Modeling Framework – EMF ;
Eclipse Graphical Modeling Framework – GMF y Graphical Editing Framework – GEF.
3.1. Eclipse Modeling Framework – EMF
Eclipse Modeling Framework esta´ definido como un framework de modelado y generacio´n de
co´digo para herramientas de construccio´n y otras aplicaciones basadas en un modelo de datos
estructurado. A partir de una especificacio´n del modelo descrito en XMI, o importado (co´mo
se describe en 3.1.1.2), EMF proporciona herramientas y soporte de ejecucio´n para producir un
conjunto de clases Java para el modelo, junto con un conjunto de clases de adaptadores que
permiten la visualizacio´n y edicio´n de comandos basados en el modelo, y un editor ba´sico [77].
En EMF se unifican tres importantes tecnolog´ıas: Java; XML y UML. Steinberg[15] define que
el modelado en EMF es la base de granularidad fina para la interoperabilidad y el intercambio
de datos entre las herramientas y aplicaciones en Eclipse. Eclipse Modeling Framework [77] es
el proyecto de modelado central del proyecto Eclipse Modeling Project (EMP)[78]. EMF sopor-
ta la generacio´n de co´digo para construir herramientas y editores basados en a´rboles sobre un
lenguaje de metamodelos llamado ECORE [79]. EMF soporta refinacio´n, consulta, validacio´n y
transformacio´n de modelos a trave´s de sus subproyectos integrados y herramientas [18]. Gron-
back indica que este proyecto de modelado (EMF) esta´ organizado lo´gicamente en proyectos que
proporcionan las siguientes capacidades: el desarrollo de sintaxis abstracta, el desarrollo sintaxis
concreta, la transformacio´n de modelo–a–modelo, y la transformacio´n de modelo–a–texto [28].
EMF es considerado como uno de los ma´s exitosos enfoques de MDE – Model-Driven Enginee-
ring [33]. EMF se puede utilizar para describir y construir un modelo. Sobre la base de esta
definicio´n, el co´digo Java puede ser generado y refinado. Este modelo aplicado se puede usar
como la base para cualquier desarrollo de aplicaciones Java[54].
3.1.1. Definiendo el modelo de dominio (.ECORE) en EMF
El modelo de dominio describe los objetos de dominio de una aplicacio´n. Un dominio se define
como un a´rea de intere´s a un esfuerzo de desarrollo particular [34]. En [17, 7] se entiende por
‘Dominio’ un universo de discurso, un a´rea de la actividad humana o de un a´rea de la ciencia –
lo suficientemente bien delineado para justificar que le da un nombre: nombre de dominio, y lo
suficientemente bien distinguido de los universos “vecinos” o a´reas para evitar la duplicacidad
innecesaria y la confusio´n. Entonces, un modelo de dominio es una descripcio´n cuidadosa de un
nu´mero de entidades de dominio, funciones de dominio, eventos de dominio y comportamiento
del mismo – formulados y detallados que es capaz de responder a las preguntas ma´s relevantes
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sobre ese dominio en particular [17]. En [47] un modelo de dominio no es un diagrama en parti-
cular, es la idea que el diagrama pretende transmitir. Se trata de una abstraccio´n rigurosamente
organizada y selectiva del conocimiento en ese particular.
Para Giraldo, en [26], el modelo de dominio es la informacio´n de las entidades de datos del
sistema que identifican los conceptos principales utilizados en la ejecucio´n de las actividades. El
desarrollo del modelo de dominio se centra en el modelado de la informacio´n que caracteriza el
negocio (la organizacio´n), no solo la que es u´til para definir entidades de informacio´n que son
transformadas en entidades del sistema informa´tico. El modelo de dominio captura la sema´ntica
del contexto del sistema y define los requisitos del sistema de informacio´n para el desarrollo
de la interfaz de usuario. El modelo de dominio especif´ıca los datos que las personas utilizan,
relacionados con las entidades del mundo real y las interacciones tal como son entendidas por los
usuarios en relacio´n con las acciones que son posibles realizar sobre estas entidades. Los objetos
del dominio son considerados como instancias de clases que representan los conceptos que son
manipulados y que son totalmente independientes de la forma en que se muestran en la pantalla
y co´mo se almacenan en la ma´quina. Se usan los diagramas de clases UML[58] como base para
la representacio´n del modelo de dominio, ya que es el esta´ndar de facto en el modelado de los
diagramas de clase.
Para Ba¨risch, en [4], el dominio se representa a trave´s de un metamodelo que es la definicio´n
de la estructura de un modelo as´ı como su sema´ntica. La sema´ntica que se expresa es espec´ıfica
para un dominio, de manera tal, que, el metamodelo es la representacio´n de ese dominio. En [86],
el te´rmino ‘dominio’ describe un contexto delimitado de intere´s o conocimiento. Los dominios
pueden estar compuestos de pequen˜os ‘subdominios’. El modelo de dominio es el corazo´n del
software [11].
Para Limbourg, en [42], un modelo de dominio captura los conceptos de la sema´ntica del dominio
de aplicacio´n. Un modelo de dominio describe los conceptos del mundo real, y sus interacciones
como se entienden por los usuarios y las operaciones que son posibles en estos conceptos. Un
modelo de dominio es el resultado de un ana´lisis Orientado a Objetos. Consiste en un esquema
de diagrama de clases con atributos y me´todos de cada objeto. Los conceptos de modelo de do-
minio son clases, atributos, me´todos, objetos y relaciones de dominio. Sin conceptos de dominio
una descripcio´n de interfaz de usuario ser´ıa un cascaro´n vac´ıo [42].
Ruscio[72] afirma, que el modelo de dominio es el metamodelo basado en ECORE (por ejemplo,
la sintaxis abstracta) del lenguaje para el cual la representacio´n y la edicio´n deben ser prove´ıdas.
Adema´s este modelo contiene todos los conceptos y relaciones que deben ser implementadas en
el editor.
Este metamodelo, que sobre la plataforma tecnolo´gica esta´ representado por un archivo .ECO-
RE, define la sintaxis abstracta que sera´ manejada por el editor. Este archivo .ECORE define
la sema´ntica del lenguaje (sintaxis abstracta del modelo) as´ı como la especificacio´n de los ele-
mentos de la notacio´n (sintaxis concreta del modelo) [50].
Gronback[28] afirma, que la base de todos los artefactos es el modelo de dominio.
Para crear el modelo de dominio, representado por el archivo .ECORE en EMF [81], existen
cinco posibilidades:
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3.1.1.1. Ecore Editor
EMF proporciona un editor basado en a´rbol y un editor de diagrama de clases Ecore con el
propo´sito de que las propiedades de los modelos Ecore sean creadas y editadas [15].
3.1.1.2. Importar desde UML
El Asistente de Proyecto EMF proporciona esta opcio´n u´nicamente para Rational Rose (archivos
.MDL). La razo´n porque Rational Rose tiene esta condicio´n especial es porque es la herramienta
que utiliza para “arrancar” la implementacio´n misma de EMF [15]. EMF soporta la importacio´n
de un modelo Rational Rose o un modelo UML2 para generar un modelo Ecore correspondiente
[18].
Este proceso de importacio´n se da en tres pasos: primero, crear el proyecto EMF, segundo,
seleccionar el tipo de modelo a importar, en este caso ver figura 3.1 y, tercero, realizar el proce-
dimiento de importacio´n.
Figura 3.1: Seleccio´n de Tipo de Modelo a Importar. Presentacio´n propia del autor.
Esta es la opcio´n usada en este trabajo de grado. La siguiente figura representa la importacio´n
del modelo ciat.tdmbuid.
Figura 3.2: Importacio´n de Metamodelo. Presentacio´n propia del Autor
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Una vez se ha importado el metamodelo, el resultado de este paso es un modelo con todas las
caracter´ısticas requeridas por Eclipse Modeling Framework – EMF
3.1.1.3. Java Annotations
EMF Ecore soporta la construccio´n de modelos basados en interfaces Java. Esencialmente, las
interfaces de Java, incluidos sus me´todos, se debera´n marcar con una anotacio´n ‘@model’ con
el fin de ser identificados como elementos del modelo. Adema´s, la anotacio´n ‘@model’ puede ser
seguida de propiedades para proporcionar informacio´n adicional y generacio´n de co´digo directo
[18].
3.1.1.4. XML Schema Definition (XSD)
XML Schema es un Consorcio World Wide Web (W3C) esta´ndar para la definicio´n de documen-
tos XML [9]. EMF soporta la importacio´n y la transformacio´n de un archivo XSD a un modelo
Ecore mediante la asignacio´n de elementos XSD a los correspondientes elementos Ecore [15].
3.1.1.5. XMI Serialization
(XML Metadata Interchange – XMI) EMF utiliza XMI como un esta´ndar y formato de serializa-
cio´n por defecto de los modelos basados en Ecore, por lo que con un editor de texto, los archivos
XMI se pueden crear para representar modelos Ecore. Proporcionar XMI como esta´ndar subya-
cente para grabar modelos Ecore permite la interoperabilidad y unifica los me´todos anteriores:
Java, UML y XML Schema [15].
3.2. Eclipse Graphical Modeling Framework – GMF
El proyecto Eclipse Graphical Modeling Framework – GMF [82] proporciona un componente
generativo de herramientas basado en modelos y porporciona tambie´n una infraestructura en
tiempo de ejecucio´n para desarrollar editores de diagramas para dominios espec´ıficos basados
en una secuencia de creacio´n de modelos y su respectiva transformacio´n [82, 36]. El objetivo
de GMF es simplificar el desarrollo de la edicio´n gra´fica (con Eclipse Framework (GEF) [80]
mediante el aprovechamiento de los editores de diagramas de modelos EMF. GMF genera un
editor gra´fico completamente funcional (en tiempo de ejecucio´n, basa´ndose en el GMF-Runtime)
a partir de los siguientes modelos [36]: i) modelo de domino 3.1.1; ii) modelo de definicio´n gra´fica
3.4; iii) modelo de definicio´n de herramienta 3.5 y, iv) modelo de mapeo 3.6. Ma´s precisamente,
GMF utiliza el modelo Ecore EMF para capturar la sintaxis abstracta de un dominio aprove-
chando otro recurso, como GEF, para desarrollar modelos que representan la forma generativa
de sintaxis concreta de ese dominio [18]. Eclipse Graphical Modeling Framework – GMF propor-
ciona sintaxis gra´fica concreta [28] al metamodelo generado a partir de EMF. A partir de esto,
GMF permite obtener un modelo de interrelacio´n entre los elementos de la sintaxis abstracta
del dominio y los elementos de la sintaxis concreta, representados en los modelos de definicio´n
gra´fica y de definicio´n de herramienta, denominado modelo de mapeo.
Seehusen[74] expone que en el nivel de la configuracio´n, el modelo de configuracio´n consta de 3
archivos:
1. 1 archivo que se utiliza para especificar las formas de las construcciones gra´ficas del
lenguaje, este es el archivo .gmfgraph.
2. 1 archivo que especif´ıca las construcciones del lenguaje que deben aparecer en la paleta
de herramientas del editor del lenguaje, este es el archivo .gmftool.
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3. 1 archivo .gmfmap que correlaciona (mapea) los elementos de la paleta de herramientas
(definidos en .gmftool) a las construcciones del lenguaje gra´fico (definidos en .gmfgraph)
y a los elementos del metamodelo.
Figura 3.3: Estructura GMF para ciat.tdmbuid
La figura 3.3 muestra los tres archivos definidos para la estructura del proyecto ciat.tdbmbuid
segu´n [74].
3.3. Graphical Editing Framework – GEF
Graphical Editing Framework – GEF [75] permite desarrollar fa´cilmente representaciones gra´ficas
de los modelos existentes. Es posible desarrollar editores gra´ficos de ricas caracter´ısticas usando
GEF [54]. GEF es un framework de co´digo abierto dedicado a proveer un ambiente rico y
consistente de edicio´n gra´fica para aplicaciones en la plataforma Eclipse[75]. Las posibilidades de
edicio´n con GEF permiten crear editores gra´ficos para casi todos los modelos. Con estos editores,
es posible hacer modificaciones sencillas al modelo, como, por ejemplo, cambiar propiedades de
los elementos u operaciones complejas o como cambiar la estructura del modelo de diferentes
maneras al mismo tiempo. Todas estas modificaciones en el modelo se puede manejar en un
editor gra´fico con funciones muy comunes como: arrastrar y soltar, copiar y pegar, y las acciones
invocadas desde los menu´s o barras de herramientas [54]. El proyecto GEF se compone de tres
marcos principales: Draw2D, Zesty y GEF. Draw2D1 es un marco de dibujo ligero para mostrar
informacio´n gra´fica sobre un lienzo SWT – Standard Widget Toolkit23 pero no proporciona un
comportamiento interactivo. Zest4 esta´ construido por encima de Draw2D, proporcionando una
interfaz JFace para que sea fa´cil unirse a un modelo de Java con un diagrama Draw2D. GEF
tambie´n se construye en la parte superior de Draw2D, proporcionando una API muy rica para
1http://www.eclipse.org/gef/draw2d/index.php
2http://www.eclipse.org/swt/
3http://es.wikipedia.org/wiki/SWT
4http://www.eclipse.org/gef/zest/index.php
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producir diagramas interactivos con caracter´ısticas avanzadas, incluyendo una gama de colores,
soporte para arrastrar y soltar, una pila de comandos para deshacer y rehacer comandos, soporte
para la impresio´n y otras caracter´ısticas adicionales[70]. GEF es un framework MVC 5 interactivo
constru´ıdo en una capa superior de Draw2D [76].
Figura 3.4: Tomado de [70]
Una representacio´n de lo anterior puede verse en la figura 3.4, en la cual la base es Draw2D y
como capas superiores Zest y GEF. GEF proporciona infraestructura para desarrollar el compo-
nente Controller de aplicaciones que sigan el patro´n arquitecto´nico Model-View–Controller[8].
Aunque GEF no esta´ ligado a ninguna librer´ıa, la manera ma´s natural es trabajar con Draw2D
en la parte “View” y EMF en la parte “Model”. En el patro´n MVC (Modelo–Vista–Controlador),
el Controlador es a menudo la u´nica conexio´n entre la Vista y el Modelo. El controlador es res-
ponsable de mantener la vista y de interpretar los eventos de interfaz de usuario y convertirlas
en operaciones en el modelo. Una representacio´n visual se puede obtener de la figura 3.5.
Figura 3.5: Patro´n MVC. Tomado de [76]
5Pattern-Oriented Software Architecture: A system of Patters, en [8]
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3.4. gmfgraph
Para Gronback [28], el modelo de definicio´n gra´fica posee tres “capas”: en primer lugar, las
figuras definen las representaciones visuales de los elementos del diagrama. En segundo lugar,
los descriptores de las figuras y el acceso de referencia de las figuras en la primera se usan en
la siguiente. En tercer lugar, los elementos de diagrama se definen para su uso en el modelo
de mapeo y pueden contener informacio´n espec´ıfica de la distribucio´n del elemento. Estas tres
capas proporcionan flexibilidad en el modelo de definicio´n gra´fica gmfgraph porque se permite
la reutilizacio´n. Las figuras pueden ser reutilizadas para construir otras figuras, los descriptores
de la figura puede ser usados por mu´ltiples elementos de diagrama, y el mismo elemento del
diagrama se puede utilizar en varios mapeos. Para Kolovos[37], el modelo gra´fico (gmfgraph) es-
pecif´ıca los elementos gra´ficos (figuras, conexiones, etiquetas) que participan en el editor. Segu´n
Fuhrmann[21] un modelo gra´fico es un modelo que puede tener una representacio´n gra´fica, por
ejemplo, el diagrama de clases de UML [58, 71]. Para Ruscio[72] el modelo de definicio´n gra´fica
contiene parte de la sintaxis concreta, este identifica elementos gra´ficos que pueden, de hecho,
ser reutilizados para diferentes editores. Este modelo especif´ıca una galer´ıa de figuras incluyendo
formas, etiquetas, l´ıneas, etc., y los elementos de canvas para definir nodos, conexiones, com-
partimentos, y etiquetas de diagrama. Guerra, en [29], indica que el modelo gra´fico gmfgraph
contiene la especificacio´n de la sintaxis del lenguaje gra´fico, y tambie´n manifiesta que solo un
editor en a´rbol esta´ disponible para la especificacio´n de las figuras de la sintaxis concreta, lo
cual es engorroso y propenso a errores.
Para Molina, en [50], el modelo de definicio´n gra´fica define esa parte gra´fica que se manejara´ en
el editor (edicio´n y visualizacio´n). El archivo .gmfgraph contiene, para el caso de la propuesta
[26], la definicio´n de la sintaxis concreta del CTT [63] y del diagrama de clases de UML [58, 71].
La paleta gra´fica contiene los elementos: compartment; rectangle; icon; label.
Figura 3.6: Modelo de Definicio´n Gra´fica para ciat.tdmbuid
Giraldo[26], afirma que la especificacio´n de la sintaxis concreta debe ser uno de los pasos preli-
minares en la especificacio´n de cualquier lenguaje para definir sus particularidades y el mapping
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con respecto de la sintaxis abstracta. Esta especificacio´n tiene como partida el ana´lisis visual
de co´mo se presentara´n al usuario desarrollador los elementos de modelado del lenguaje. Este
modelo define la estructura de componentes gra´ficos usados para representar los conceptos.
En GMF – Graphical Modeling Framework [28] el graph metamodel describe la apariencia (as-
pecto) del editor gra´fico generado por el modelo. Las metaclases Canvas, Figure, Node, Diagram-
Label, Connection y Compartment son usadas para representar componentes del editor gra´fico
que se va a generar [69].
Para Ko¨llner, en [36], el modelo de definicio´n gra´fica comprende un conjunto de primitivas de
dibujo, tales como recta´ngulo, polil´ınea o Label (etiqueta). La representacio´n visual de una ins-
tancia del modelo de dominio esta´ completamente compuesta por los elementos de la definicio´n
gra´fica.
3.4.1. Canvas
El modelo de definicio´n gra´fica consta de un elemento Canvas. Esta es la ra´ız de definicio´n gra´fi-
ca de todos los elementos. Este elemento ra´ız tiene una propiedad de nombre y referencias de
contencio´n a una o ma´s Figure Galleries, Nodes, Connections, y Labels. En la definicio´n gra´fica
de GMF [28] una figura se define dentro de una Figure Gallery que luego es referenciada por
Node, Connections, Compartment y elementos DiagramLabel, a trave´s de Figure Descriptors y
Accessors. Estos elementos de diagrama son “hermanos” de los elementos de Figure Gallery,
aunque se pueden referenciar definiciones gra´ficas de otros modelos de definicio´n gra´fica.
Los elementos de la superficie del diagrama se dan a partir de su definicio´n en el Canvas. Un
Canvas contiene un nu´mero de elementos Figure Gallery, y estos contienen elementos Figure
Descriptors que definen las figuras reales. Un modelo de definicio´n gra´fica puede tener uno o
ma´s elementos Figure Gallery. El segundo componente representa los elementos Canvas donde
Nodes, Connections, Diagram Labels y Compartments esta´n definidos. Los elementos del Canvas
actu´an como referencias a las figuras definidas en los Figure Descriptors y se usan en el modelo
de mapeo para asignar figuras correspondientes a elementos del modelo de dominio. En conse-
cuencia, los Nodes referencian figuras, Connections referencian enlaces (links), Diagram Labels
referencian etiquetas (labels) y Compartments referencian figuras anidadas [18].
3.4.2. Figure Gallery
Contiene figuras y un nu´mero de elementos como descriptores de figuras (Figure Descriptor), y
una propiedad opcional de implementacio´n de paquete (Implementation Bundle property). Un
Figure Descriptor tiene un nombre y describe una figura mediante una referencia a la figura y
a sus descriptores de acceso, si los hay. Los Figure Descriptor permiten galer´ıas de figuras para
ser reutilizadas con figuras anidadas dentro de otras figuras sin una referencia expl´ıcita a su
padre. Un Figure Descriptor contiene una sola Figure, mientras que un Figure Gallery contiene
un nu´mero de elementos Figure. Un Figure Descriptor puede usar una Figure Reference como
su figura, pero estas no son permitidas como elementos contenidos de una Figure Gallery [28].
3.4.3. Figure Descriptor
Mantiene una referencia de contencio´n a una figura que puede ser una figura real o una referencia
de la figura. Tambie´n puede contener un nu´mero de elementos ChildAccess, que, a su vez, hacen
referencia a una figura [28]. Las figuras pueden ser reusadas en la misma definicio´n gra´fica o
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desde otro modelo de definicio´n gra´fica.
3.4.4. Nodes
Una figura puede anidarse dentro de otras figuras, mientras que un nodo creado como un ele-
mento del diagrama que hace referencia a una figura representa lo que se crea en el diagrama
[28]. Un nodo representa una figura en la Figure Gallery mediante su propiedad Figure.
3.4.5. Diagram Labels
Extiende de Node en el modelo de definicio´n gra´fica y, por lo tanto, tiene todas sus propiedades
[28].
3.4.6. Connections
Son elementos de diagrama simples que no contienen propiedades adicionales [28]. Para definir
un connection es posible hacerlo adicionando un nombre, un child a la figura de referencia.
3.4.7. Compartments
Un compartimento se define como un elemento de diagrama, aunque siempre esta´ contenido
dentro de otro elemento, a diferencia de las conexiones, los nodos y las etiquetas.
3.5. gmftool
Ko¨llner en [36] cita que el modelo de definicio´n de herramientas permite al usuario definir la
informacio´n como paletas de herramientas y menu´s para el editor gra´fico. El modelo de defini-
cio´n Tooling, para Eloumri[18], es usado para definir una Palette que consiste de Creation Tools
(herramientas de creacio´n) que son usadas para seleccionar y crear figuras en la superficie del
diagrama. El modelo de definicio´n Tooling tiene un elemento ra´ız llamado Tool Registry [28]. El
elemento Tool Registry consiste en el elemento Palette y otros elementos tales como Toolbar y
Menu. Sobre el elemento Palette pueden ser adicionados otros elementos: Tool Groups, Separa-
tors y Creation Tool para crear nodos y enlaces (links), adema´s de Icon Images, Standard Tool
y Generic Tool [28].
Seehusen en [74] expresa que el archivo .gmftool especif´ıca las construcciones del lenguaje que
deben aparecer en la paleta de herramientas del editor del lenguaje. Este se encuentra contenido
en el nivel 1 de MOF[61]. Ruscio en [72] manifiesta que la definicio´n del tooling tiene que ver
con la funcionalidad del editor, proporcionando otra parte de la sintaxis concreta contribuyendo
para los elementos Palette, Toolbar y Menu; igualmente para facilitar la gestio´n de los conte-
nidos de diagramas, es decir, poder adicionar diferentes elementos gra´ficos en el diagrama [50].
Para Ko¨llner[36] el editor de definicio´n de herramientas debe listar las clases que se definen en
el modelo de dominio. El modelo de herramientas, para Kolovos en [38][37], especif´ıca que´ he-
rramientas estara´n disponibles en editor de Palette (por ejemplo, una herramienta que crea una
nueva instancia de una clase particular).
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Figura 3.7: Definicio´n de Herramienta para ciat.tdmbuid
3.6. gmfmap
El archivo de mapeo construido, en EMF, puede definirse como el nexo entre todos los otros
modelos de definicio´n: mapea EObjects con elementos gra´ficos y herramientas y es el archivo
que define las posibles relaciones en el editor (links y containment.) [81]. Para Vanderdonckt, en
[84], Mapping Model es un modelo que contiene una serie de relaciones establecidas (mapeadas)
entre modelos y/o elementos de modelos.
Figura 3.8: Modelo de Mapeo para ciat.tdmbuid
El modelo de mapeo (gmfmap) permite enlazar tres modelos: dominio, definicio´n gra´fica y de-
finicio´n de herramientas. Ver figura 3.8. Este es un modelo clave para el desarrollo en GMF y
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Figura 3.9: Ejemplo mapeo para diagrama de Dominio
se puede utilizar como entrada a una etapa de transformacio´n que producira´ el modelo final:
modelo de generacio´n genmodel. En este modelo de mapeo puede mapearse el modelo visual
gra´fico a la lo´gica de negocio (modelo de dominio).
Para Ko¨llner[36], el modelo de mapeo enlaza tres modelos juntos (modelo de dominio; modelo
de definicio´n gra´fica y modelo de definicio´n de herramienta). En e´l se especif´ıca que´ elementos
geome´tricos utilizar para un componente espec´ıfico en el metamodelo, as´ı como que´ componente
del metamodelo deber´ıa ser instanciado cuando el usuario selecciona un elemento espec´ıfico en
la barra de herramientas.
Como puede observarse en la figura 3.9 el Node Mapping CTTDiagram se representa en el modelo
por el elemento CTTDiagram; a su vez este Node se representa gra´ficamente mediante el Dia-
gram Node Node CTTDiagram que corresponde a uno de los elementos definidos gra´ficamente
en el archivo .gmfgrahp; este elemento Node CTTDiagram podra´ crearse en el editor mediante
la herramienta Creation Tool CTTDiagram.
Segu´n Molina[50] el modelo de mapeo se define mediante el archivo .gmfmap. En este archivo
cada una de las relaciones de contencio´n de los componentes gra´ficos se definen. Se trata de
relaciones en el que un componente gra´fico puede incluir algunos elementos gra´ficos dema´s. Es
tambie´n, en este archivo, que los elementos gra´ficos esta´n relacionados entre s´ı con la barra de
heramientas. El conjunto de restricciones sema´nticas definidas para los modelos se incluye en el
archivo .gmfmap. La evaluacio´n de estas restricciones se llevara´ a cabo cada vez que una instan-
cia de la clase espec´ıfica (es decir, un elemento gra´fico) se coloca sobre el canvas, o cuando una
interaccio´n con los elementos gra´ficos se lleva a cabo. Tambie´n para Molina, en [50], en el archivo
.gmfmap se especif´ıca la correspondencia (mapeo) entre lo abstracto y la sintaxis concreta de
las notaciones (CTT y UML Class Diagram). El modelo de mapeo interconecta a los diferen-
tes elementos modelados por el usuario y construido por medio de los editores. En este mismo
archivo .gmfmap se incluye el conjunto de Constraints de Sema´ntica. En el archivo .gmfmap se
definen los elementos gra´ficos que se manejara´n en el editor (edicio´n y visualizacio´n). En este
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archivo se define la sintaxis concreta del CTT y UML Class Diagram. La paleta gra´fica contiene
los elementos: compartment; rectangle; icon; label.
El modelo gmfmap indica que´ accio´n tomar cuando se selecciona una herramienta, lo que las
clases van a crear y lo que aparenta hacer cuando las clases se adicionan al diagrama [68]. El
mapeo define, tambie´n, co´mo recorrer la estructura del objeto del diagrama y mantenerlo ac-
tualizado cuando el objeto cambia de estructura.
Para Gronback[28], el modelo de mapeo es el corazo´n de los modelos en GMF y representa en
s´ı mismo un diagrama. Un modelo de mapeo se transforma en uno o ma´s modelos generadores
que conducen a plantillas para la generacio´n de co´digo.
La ra´ız de este modelo, en [28], es el elemento ‘Mapping’ y este puede tomar una serie de
elementos como:
3.6.1. Canvas Mapping
Este elemento es necesario y representa el lienzo canvas del diagrama. El asistente de mapeo
rellena este elemento Domain Model (EPackage) seleccionado, su Element (EClass) ra´ız, el
Canvas Diagram de un modelo de definicio´n gra´fica y la Palette del modelo de definicio´n de
herramientas.
3.6.2. Top Node Reference
Representa los elementos que se crean en la superficie del diagrama. Este elemento contiene
una referencia hija (Children) a un u´nico Nodo Mapping (ra´ız). Los elementos deben estar con-
tenidos en alguna parte en el modelo de dominio correspondiente cuando se crean instancias
como elementos de diagrama. La propiedad Containment Feature especif´ıca do´nde agregar estos
nuevos objetos y, por defecto, do´nde recuperarlos. En [81] se aprecia que la caracter´ıstica de
Contencio´n de un Node Reference especif´ıca do´nde ubicar un hijo recie´n creado, mientras que
las caracter´ısticas de los hijos (Children Feature) do´nde tomar los hijos con el fin de desplegarlos.
Es bastante frecuente que estos dos Node Reference y Children Feature sean lo mismo, por lo
tanto, las caracter´ısticas por defecto de los hijos deben tener el valor de la caracter´ıstica de
contencio´n.
3.6.3. Node Mapping
Cada Top Node Reference y Child Reference contiene un u´nico Node Mapping [28]. Un elemen-
to Node Mapping une a un Diagram Node, Tool y elementos del Domain Model. El elemento
de dominio es el EClass del modelo de dominio que es el nodo de mapeo que representa. Del
mismo modo, el Diagram Node es el nodo de la definicio´n gra´fica que se usa para visualizar la
sintaxis concreta (gra´fica) para este nodo. El Tool es la herramienta de creacio´n de la definicio´n
de herramientas que se utiliza para crear el nodo desde la paleta. Para Krogstie en [31] el Node
Mapping define un mapeo de elemento de dominio para graficar un elemento Node. Este mapeo
contiene submapeos para el Content y Children, por ejemplo: etiquetas y compartimientos. El
Node Mapping mapea un elemento a su controlador. Contiene descripcio´n anidada de mapeos
de sus funciones Features.
3.6.4. Link Mapping
Para mapear un Connection desde la definicio´n gra´fica de un modelo de dominio y una herra-
mienta de creacio´n de paletas, se usa el elemento Link Mapping. Cuatro casos de uso principales
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son soportados por el mapeo de enlaces: enlaces de disen˜o, referencias de elementos de dominio,
enlaces que representan elementos del dominio de clases y enlaces de nodo phantom. Es posible
crear links que no mapean elementos del dominio: los llamados links de disen˜o. En este caso, so´lo
se debe seleccionar una herramienta de paleta y un link de diagrama dejando todas las propie-
dades para el dominio en blanco. Los enlaces (links) creados de esta manera se pueden realizar
entre todos los nodos de nivel superior en el diagrama, aunque no representan la informacio´n
del modelo de dominio.
Los links crean conexiones entre los elementos del diagrama y pueden representar distintos tipos
de relaciones de referencias encontradas en un modelo de dominio. Las referencias regulares son
el uso ma´s t´ıpico de los links en un diagrama y son los ma´s sencillos de implementar. Los links
tambie´n pueden representar completamente elementos de dominio (EClass), con referencias de
origen y destino. Las referencias de contencio´n pueden ser representadas mediante links a nodos
de nivel superior en un diagrama mediante el concepto de ‘nodo fantasma’. Para Kolovos[38] los
nodos Phantom son particularmente u´tiles con el fin de visualizar referencias de contencio´n que
utilizan enlaces en lugar de contencio´n espacial.
3.6.5. Feature Label Mapping
Permite asignar una caracter´ıstica de un elemento de dominio a su controlador de etiqueta [31].
3.7. ATL – Atlas Transformation Language
ATL (Atlas Transformation Language) es un lenguaje de transformacio´n de modelos que especi-
fica un meta–modelo y una sintaxis textual concreta. Su enfoque es un hibrido entre declarativo
e imperativo. ATL permite la transformacio´n utilizando mu´ltiples entradas y mu´ltiples salidas
y utiliza un depurador de transformaciones. Surgio´ como respuesta del grupo de investigacio´n
ATLAS INRIA & LINA a la propuesta realizada por OMG con QVT.
ATL es un lenguaje propiamente dicho, con tres unidades gramaticales ba´sicas[65]:
Module (Mo´dulo): corresponde a una transformacio´n de modelo a modelo. Permite la
definicio´n de transformaciones. Contiene las declaraciones iniciales. Esta´ constituido por
4 partes:
• Header (Cabecera): define el nombre del mo´dulo y los nombres de los meta-modelos
de entrada y salida.
• Import (Importacio´n): que permite involucrar librer´ıas ATL.
• Helper (Ayudante): el equivalente ATL a un me´todo Java. Puede ser utilizado para
definir las variables y funciones (globales). Es una estructura intermedia, dentro
de las transformaciones, que facilita la navegacio´n, la modularizacio´n y el reuso.
Permite definir operaciones.
• Rule (Regla): define la forma en el modelo destino que sera´ generada a partir del
modelo origen. Existe tambie´n una construccio´n llamada called rule, y que representa
un procedure. Esta puede contener argumentos y puede ser invocada por su nombre.
La aplicacio´n de la regla se realiza de forma no determin´ıstica, no se ha provisto
ninguna construccio´n o clau´sula que permita aplicar en forma condicional las reglas.
Cabe mencionar que la invocacio´n de called rules es determin´ıstica. Esta invocacio´n,
junto con la utilizacio´n de para´metros permite soportar recursividad.
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Figura 3.10: Definicio´n de Module y Helpers para la transformacio´n
Figura 3.11: Plugin ATL para la implementacio´n de las transformaciones de modelo a modelo.
Query (Consulta): puede ser visto como una operacio´n que computa un valor primitivo
desde un conjunto de modelos de origen. Para obtener elementos del modelos que cumplen
con ciertas propiedades o restricciones.
Library (Librer´ıa): permite la definicio´n de un conjunto de helpers que pueden ser llama-
dos desde una unidad gramatical ATL diferente. Funciones auxiliares reutilizables.
La figura 3.11 muestra el plugin de Eclipse utilizado para llevar a cabo las transformaciones
utilizadas en esta definicio´n de trasformacio´n.
En cuanto a las reglas de transformacio´n, ATL define un dominio (metamodelo) para el modelo
origen (source) y otro dominio para el modelo destino (target). Source y target pueden tener
iguales o diferentes dominios (aunque sean iguales, ambos deben ser claramente identificados).
Si bien las transformaciones son unidireccionales, ATL permite la definicio´n de transformaciones
bidireccionales como la implementacio´n de dos transformaciones, una para cada direccio´n.
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Cap´ıtulo 4
Desarrollo y aporte de este
trabajo de grado
El desarrollo presentado en este trabajo de grado se centra en la construccio´n de la aplicacio´n
que soporta el trabajo realizado por Giraldo[26] junto con nuevas funcionalidades en notacio´n y
en sintaxis abstracta. Esta nueva aplicacio´n se centra en la generacio´n automa´tica de interfaces
gra´ficas de usuario a partir de las etapas y modelos expuestos por Limbourg[42], Giraldo[26]
y Molina[50]. Esta aplicacio´n se ha denominado CIAT.TDMBUID – Collaborative Interaction
Application Tool.Task & Data Model Based User Interface Development.
Para el desarrollo de esta aplicacio´n se considero´, como producto final, la generacio´n del editor
de modelos que permite la generacio´n/construccio´n de los siguientes diagramas:
Diagrama de tareas CTT y sus operadores temporales (relaciones);
Diagrama de Dominio. Modelo de clases, atributos, operaciones y relaciones entre las
clases: asociacio´n, generalizacio´n, agregacio´n y composicio´n;
Modelo de Trazabilidad: establecimiento de relaciones entre las tareas definidas en el
diagrama CTT y las clases y elementos de las clases definidos en el diagrama de dominio.
Sociograma;
Diagrama de Inter-Accio´n (Inter-Action): representa todo el modelo de procesos de nego-
cio a partir de la definicio´n de las tareas: New Individual; Simple Individual; Composite
Individual; New Cooperative; Simple Cooperative y Composite Cooperative.
Diagrama Interactive (InterAction): representando, en la tarea InterAction, las tareas a
realizar en el sistema.
Diagrama AUI (Abstract User Interface): propone una serie de componentes que esta´n
centrados en las tareas que el usuario realiza, tanto en el negocio como en el sistema, y
no tanto en la informacio´n manipulada por el mismo usuario.
Diagrama CUI (Concrete User Interface): Modelo de interfaz tangible, por parte del
usuario, y generado a partir de las reglas de transformacio´n definidas para la obtencio´n
de los componentes gra´ficos de interfaz.
Diagrama de Transformacio´n: Propuesta de este trabajo de grado. Se trata de la gestio´n
de las transformaciones a partir de la generacio´n del diagrama y ejecucio´n de las trans-
formaciones elegidas por el usuario. En este caso, transformaciones de Limbourg[42] y
Luyten[46].
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Usando los anteriores diagramas el usuario de este editor de modelado podra´ disponer de un
modelo completo para construir, en te´rminos de tareas, datos y transformaciones, interfaces
gra´ficas de usuario. Esta herramienta usa para la parte visual diagramas, que es lo que las
personas utilizan y comprenden. De manera que el usuario construye sus diagramas con la res-
pectiva notacio´n abstraye´ndose de la representacio´n interna. Sin embargo, esta aplicacio´n, para
su proceso interno y correspondientes transformaciones usa ‘Modelos’.
El desarrollo de la herramienta CIAT.TDMBUID, por medio del proyecto GMF[81], se lleva a
cabo mediante los siguientes pasos:
Figura 4.1: Metodolog´ıa de desarrollo para la construccio´n de CIAT.TDMBUID. Tomado de [81]
Todos y cada uno de estos pasos se describen a continuacio´n referenciando el aporte de este
trabajo de grado.
4.1. Definicio´n del modelo de dominio
De acuerdo a lo planteado en el objetivo general (ver 1.3.1) se han integrado, en este trabajo, a
nivel de metamodelado, las notaciones CIAN[49], TD-MBUID[26] y usiXML[83].
Este modelo define la informacio´n no gra´fica manejada por el editor, es decir, define el dominio
que es modelado mediante el editor (por ejemplo, elementos incluidos en Diagrama de tareas
CTT; Diagrama de Dominio: clases, atributos, operaciones y relaciones entre las clases; Modelo
de Trazabilidad; Sociograma; Diagrama de Inter-Accio´n; Diagrama Interactive; Diagrama AUI;
Diagrama CUI; diagramas de Transformacio´n; ). El modelo de dominio dentro de un proyecto
GMF[81] es una representacio´n EMF[77] del metamodelo que define la sintaxis abstracta del len-
guaje que se desarrolla, es decir, la base de todos los artefactos que se encuentran presentes en
la herramienta. Esta sintaxis abstracta actu´a como una gu´ıa para la comunicacio´n de todos los
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artefactos y herramientas que intervienen en el desarrollo de una herramienta de soporte a MDE.
La sintaxis define que´ elementos de modelado existen en el lenguaje y co´mo estos elementos de
modelado se construyen en te´rminos de otros. Cuando el lenguaje tiene una sintaxis gra´fica, es
importante definir la sintaxis en una notacio´n de forma independiente (es decir, para definir la
sintaxis abstracta del lenguaje). La sintaxis concreta se define entonces mediante un mapping
entre la notacio´n y la sintaxis abstracta[26]. El desarrollo del modelo de dominio dentro de Eclip-
se se hace mediante un modelo ECORE[79] en EMF[77]. El archivo ciat.tdmbuid.ecore contiene
todos los modelos que combinan la sema´ntica del lenguaje (sintaxis abstracta de los modelos)
y la especificacio´n de los elementos gra´ficos de la notacio´n (sintaxis concreta de los modelos) [34].
Para iniciar esta integracio´n fue necesario, primero, conocer y estudiar los metamodelos originales
referidos por Giraldo[26]. Una vez realizado el reconocimiento de cada uno de los metamode-
los, que se encontraban por separado, se procedio´ a realizar integracio´n de estos metamodelos
bajo una sola estructura denominada CIAT.TDMBUID (Collaborative Interaction Application
Tool.Task&Data Model Based User Interface Development). Giraldo[26], en su propuesta, pre-
sento´ por separado las tres notaciones que se integran, en este trabajo, bajo un mismo metamo-
delo: CHICO y CIAT. El metamodelo CHICO contiene las notaciones usiXML y TDMBUID,
mientras que el metamodelo CIAT posee la notacio´n CIAN[49]. Entonces, el primer objetivo
consistio´ en obtener un metamodelo a partir de los metamodelos presentados, lo que obligo´ a
buscar un mecanismo de entrada y recorrido al metamodelo propuesto para poder replicar la
contencio´n y relaciones existentes entre los elementos de modelado propuestos por las notaciones
CIAN [49], TD-MBUID [26] y el lenguaje usiXML[41].
La generacio´n del modelo de dominio, en ECORE[79], se dio´ a partir del procedimiento definido
en 3.1.1.2. El metamodelo propuesto CIAT.TDMBUID (ver figura 4.2) fue integrado consideran-
do los nombres de las relaciones de contencio´n (composicio´n), igualmente revisando los nombres,
porque es a trave´s de las relaciones que se crean los distintos elementos de modelado. Se consi-
dero´ que, para la construccio´n del nuevo metamodelo, ningu´n elemento contenedor permitiera
elementos de modelado por fuera de e´l, establecidos en su nivel de jerarqu´ıa. Sin embargo, para
efectos de lograr las interfaces abstractas y concretas, fue necesario permitir que ciertos objetos
pudieran representarse por fuera de sus contenedores, tal es el caso del objeto concreto Win-
dow y del objeto abstracto AC ; de manera que una clase solo podra´ ser dibujada dentro de un
diagrama de dominio, un tarea de CTT solo podra´ ser dibujada dentro de un diagrama CTT.
Se presenta el metamodelo CIAT.TDMBUID en forma de a´rbol (ver figura 4.2). De acuerdo
a esto, se presenta la reestructuracio´n del metamodelo organizando los conceptos de acuerdo a
su contexto: los objetos de UML quedan bajo el paquete UML y todo lo que corresponda con
datos; los objetos abstractos, concretos y de interfaz gra´fica quedan bajo el paquete usiXML; lo
que corresponda con la notacio´n CIAN queda bajo el paquete del mismo nombre, y, el aporte
de este trabajo de grado queda bajo el paquete TransformationManagement.
La clase ‘System’ (ver A.1) se define en este nivel (ra´ız) para efectos de organizacio´n de los
modelos EMF[81]. De esta forma, cada que se inicia un modelo se obliga al desarrollador (di-
sen˜ador) a definir primero la informacio´n principal del sistema que se disen˜a. A partir de la clase
‘System’ se inicia la instanciacio´n de los dema´s elementos de modelado que se requieran para
completar el sistema.
Si el metamodelo no se construye adecuadamente, as´ı se tenga la sintaxis abstracta y aunque se
tenga la sintaxis concreta, si el metamodelo no se encuentra bien definido habra´n cosas que no se
podra´n realizar en la visualizacio´n (ejecucio´n de la herramienta sobre el editor GMF ). Hay una
situacio´n, y es que se cuenta con diferentes vistas: de a´rbol y de diagramas. Por ejemplo, en la
vista de a´rbol se tiene una estructura jera´rquica. En esta vista de a´rbol no se representan direc-
tamente diagramas sino referencias a diagramas, es decir, para el caso de las transformaciones
(propuesta de este trabajo de grado), se le indica al diagrama de transformacio´n que´ elementos
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Figura 4.2: Metamodelo CIAT.TDMBUID
enlazar (referenciar) adema´s de indicar la ruta en do´nde se debe poner el resultado de la transfor-
macio´n. Para la extensio´n del metamodelo para la nueva versio´n de la herramienta, desarrollada
con este trabajo de grado, la ra´ız de la gestio´n de diagramas es la metaclase ‘Package’. Esta
nueva versio´n del metamodelo se basa en la gestio´n de modelos de UML (ModelManagement).
De manera que´, basando el canvas sobre la EClass ‘Package’, a nivel de sintaxis concreta, que
ma´s adelante se definira´, el canvas puede tomar esa multiforma, para cada diagrama generado.
Entonces en esta extensio´n al metamodelo (integracio´n de notaciones y generacio´n de nueva
versio´n de herramienta) lo que se adiciono´ al metamodelo fueron los links de mapping sobre
las clases. Ya no se trata entonces de metamodelos individuales para cada notacio´n. Lo que
cambio´ en la parte de la sintaxis abstracta fue co´mo se conecta de un diagrama a otro con
el propo´sito de guiar la generacio´n automa´tica de interfaces gra´ficas de usuario. Lo que hab´ıa
planteado, en la propuesta de Giraldo[26] era un modelo de mapping con un nivel de contencio´n
en el modelo y que relaciona todas las clases de diagramas.
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En este nuevo metamodelo se presenta un punto relevante y es ‘ModelManagement’ (ver figura
A.2). Todos los elementos heredan de esta ra´ız, de manera que un modelo sera´ un paquete, luego
un diagrama sera´ un paquete, todo es un paquete y con la clase ‘Package’ es como se provee
el ContaimentFeature de OwnedElement. La relacio´n OwnedElement sirve para recorrer todo
lo que son paquetes, para tener definidos los elementos de agrupacio´n principalmente paquetes,
no de la sintaxis sino de lo que es un modelo, cua´ntos paquetes dentro de un modelo de una
aplicacio´n se contienen, co´mo se organizan. Con esto se define toda la parte abstracta: mappings,
trazabilidades, diagramas, transformaciones. A trave´s de esta relacio´n OwnedElement puede lle-
garse a cualquier elemento de modelado pero a nivel de metamodelo (sintaxis abstracta), ma´s
no a nivel de mapping (sintaxis concreta), pues en este u´ltimo se clasifican los elementos de
acuerdo a sus contenedores. A nivel de metamodelo la estructura esta´ abierta para todos los ele-
mentos de modelado, pero a nivel de mapping se cierra el modelado junto con expresiones OCL.
El metamodelo, de esta propuesta, se maneja en varias capas: nivel abstracto (core, negocio y
sistema) y nivel concreto, pero todo dentro del mismo metamodelo. El nivel abstracto contiene
las capas Core y ModelManagement ; pero de cara al usuario final (desarrollador) so´lo va a ver
el nivel concreto (editor de modelado); pero a nivel del metamodelo, la visualizacio´n concreta
se soporta sobre el nivel concreto. Por ejemplo, en el Core esta´ presente el concepto Task, pero
a nivel del editor se pueden manipular tareas interactivas e interactives, queriendo decir esto
que el nivel concreto se soporta sobre el nivel abstracto reusando elementos y no repitiendo la
sema´ntica. La relacio´n de entrada para todos los elementos en el metamodelo, se decidio´ por
la relacio´n OwnedElement, porque de esta manera se permite la integracio´n de la parte UML
definida en el trabajo de Giraldo[26] con miras a extender el metamodelo. Teniendo la gestio´n
de diagramas y elementos de modelado en el Core del metamodelo, se debieron llevar todos los
elementos en el mapping (CointamentFeature - sintaxis concreta) por la relacio´n OwnedElement.
Se puede tener un DomainDiagram, por ejemplo, y tambie´n un ClassDiagram, y tener un ob-
jeto. El problema es que cuando se tiene una tarea interactiva, por ejemplo, la individual, esta
tiene dos compartments y en uno se dibuja un rol y ese rol puede tener unos datos, lo que se
quiere decir, es que en uno de los diagramas, ese objeto puede tener cierta apariencia y en el
otro diagrama otra apariencia, otra cosa tambie´n es que, si la relacio´n no lo permite navegar,
desde el tool no se podra´ arrastrar el elemento, entonces la decisio´n, como punto de partida,
fue usar la relacio´n OwnedElement, reestructurando el metamodelo. Esa es parte del nu´cleo de
este trabajo de investigacio´n, pues se trato´ de extender y refinar este metamodelo. Tambie´n se
tomo´ esta decisio´n de llevar todo por la relacio´n OwnedElement porque CIAT, junto con UML
de la propuesta de Giraldo[26], esta´ basado sobre esta relacio´n lo que permitio´ el reuso de lo
existente y facilito´ la integracio´n de las notaciones.
Se debio´, entonces, realizar un disen˜o, en donde el canvas (ver 3.6.1) pudiera tomar la forma
deseada de cualquier cosa. En otras palabras, que en un momento dado (para un diagrama),
el canvas pudiera ser ‘CTTDiagram’, o si se desea usar/crear un diagrama de transformacio´n,
el canvas, en ese momento pudiera ser ‘TransformationDiagram’. Por eso, el canvas debe ser la
metaclase ‘Package’. ‘Model’ es el root del metamodelo chico[26]. En la propuesta de Giraldo[26],
inicialmente, el modelo se encontraba fraccionado pero a nivel de metamodelo, es decir, que en
el tool solo se pod´ıa hacer una cosa ‘Class’. En esta propuesta inicial existen tres grandes
bloques: CHICO ; CIAT y UML. En este trabajo de grado se integraron tres variantes: UML
(es data –domain) ; CIAN (es labor) y usiXML (interfaces). Toda la parte notacional se maneja
en el mapping (.gmfmap). En cuanto al metamodelo, en el nivel abstracto solo se ponen las
relaciones ba´sicas, pero lo que es notacio´n concreta se maneja en el mapping (.gmfmap). La
modificacio´n, entonces, en el metamodelo consiste en tres conceptos: UML (es data– domain) ;
CIAN (es labor) y usiXML (interfaces) junto con la propuesta de este trabajo de grado: manejo
de transformaciones. Antes, en el metamodelo (original), se usaba ‘Model’ porque no se usaba
‘Package’, ni la lo´gica del manejo de diagramas. Luego de toda esta definicio´n del modelo de
dominio, debe estar lista la parte concreta para definir cual es el .gmfmap, el .gmfgraph y el
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Figura 4.3: Diagrama de Transformaciones para CIAT.TDMBUID
.gmftool.
4.2. Modelo de Transformaciones
La intencio´n de este nuevo diagrama (el de transformacio´n) es comunicar que transformacio´n
se aborda en el diagrama. Este diagrama contiene, por dentro, referencias a otros tipos de dia-
gramas. En el punto de partida se deben tener la gestio´n de las transformaciones (Diagrama
de Transformaciones); lo segundo es que se ejecuten las transformaciones. El concepto del dia-
grama de transformacio´n es usar referencias sobre los dema´s diagramas. Los diagramas de ctt,
domain model y trazability model, usados para la transformacio´n abstracta, se referencian en
el diagrama de transformacio´n por su representacio´n, es decir, una metaclase que se referencia
con su correspondencia (ver A.13).
Figura 4.4: Modelo de Transformacio´n.
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Una transformacio´n debe tomar la informacio´n de un diagrama y la informacio´n de otro dia-
grama y, a partir de eso, hacer el recorrido. Es por eso que el modelo de transformacio´n, en
este trabajo de grado, apunta hacia un diagrama y el nodo de transformacio´n, guiado por el
tipo de transformacio´n, apunta a otro diagrama o a una tarea de interaccio´n. En el caso de
CIAT.TDMBUID se tiene una transformacio´n y lo que le entra a esa transformacio´n es una
tarea (o diagrama) y sale una interfaz abstracta (AUI ). Todos los diagramas heredan de ‘Dia-
gram’. El elemento de transformacio´n apunta a la transformacio´n y apunta a los diagramas (a
los elementos que se desean transformar: CTT; Domain e InteraccionTask). Este es el aporte a
la herramienta. El diagrama de transformacio´n (transformationElement en el metamodelo), su
sintaxis abstracta y su respectiva sintaxis concreta.
Para proponer la ejecucio´n de las transformaciones, lo que se hizo desde la propuesta original
(chico)[26] fue revisar co´mo se realizaban las transformaciones y actualizar, en te´rminos de las
relaciones entre las clases a nivel del metamodelo, todo el recorrido de la sintaxis abstracta (lo
propuesto en el nuevo metamodelo).
Una transformacio´n en CIAT.TDMBUID lo que hace es tomar la informacio´n de un diagrama
y de otro diagrama y a partir de eso hace recorridos buscando correspondencias, de acuerdo
a las reglas de transformacio´n planteadas, para concretarlas. Por eso en el metamodelo es una
clase que apunta a un diagrama y en la parte concreta una transformacio´n apunta a un ele-
mento(objeto) de transformacio´n (que puede ser una tarea de interaccio´n) por medio de un
link de transformacio´n (ver figuras 4.3 y A.13). TransformationElement, en el metamodelo, es
la representacio´n de algo que puede ser la fuente de una transformacio´n, por eso apunta a un
elemento de modelado (ver figura A.11). En la herramienta que se presenta se pueden referenciar
diagramas de tareas ctt, diagrama de dominio, diagrama de mapping y la tarea interactive.
Entonces la propuesta es que la transformacio´n tenga como entrada una tarea de interaccio´n
(InteractionTask) o un diagrama de tareas en conjunto con el diagrama de dominio (datos) y su
respectivo modelo de trazabilidad (mapping) y que la salida sea una AUI. Esto es lo que hace
el modelo de transformacio´n Limbourg[42] para esta herramienta CIAT.TDMBUID.
La generacio´n automa´tica se basa en la definicio´n de distintos componentes. Estos componentes
gra´ficos individuales se obtienen por medio de la cardinalidad de los atributos en el modelo de
datos. Se tiene una clase con sus atributos y la cardinalidad de esos atributos. Esta cardinalidad
refleja los diferentes componentes gra´ficos individuales sobre la UI. La UI tiene dos componentes:
uno es la presentacio´n y el dia´logo (es decir que´ se activa y que´ se bloquea). El modelo de dia´logo
es algo de la interfaz que indica co´mo dialoga, co´mo se presenta, co´mo bloquea los componentes.
El modelo de dia´logo conserva el patro´n Model–View–Controller. El proceso de transformacio´n
para la generacio´n de UI, inicia porque se tiene una tarea principal (Maintask) y una vez que se
ha identificado, dentro del correspondiente diagrama de Tareas – CTT – es como si se tuviera
un recorrido para todo el diagrama principal y el recorrido se inicia cuando el diagrama se ha
marcado y se sabe cua´l es el diagrama de tareas y el diagrama de dominio. El recorrido ‘barre’
todas las tareas hijas del diagrama de tareas. Por cada par, padre e hijo, y que tenga una rela-
cio´n de descomposicio´n (que es una interdependencia de tipo AggregationTransition) se crea un
contenedor que refleja la tarea padre y la tarea hija es un componente individual abstracto. El
algoritmo de transformacio´n de Limbourg [42] inicia buscando las relaciones de interdependencia
de tipo (AggregationTransition) si no tiene esta interdependencia es porque no tiene hijos. Por
cada tarea que se descomponga en otra(s) tarea(s) se genera un AC. Este AC es el que contiene
las tareas hijas. Y luego se crea el mapping (en te´rminos del modelo de trazabilidad). Todo esto
lo hace el algoritmo de transformacio´n. El algoritmo para transformar un AC, busca la tarea
padre, de manera que, por ejemplo, para el diagrama de tareas (CTT Diagram) debe existir el
enlace ‘mainTask’, porque es asumido que las tareas van a estar dentro de un diagrama. Este es
el enlace que sirve para la transformacio´n. El algortimo de transformacio´n se sirve del modelo de
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Figura 4.5: Contencio´n de Transformaciones
mapping (a nivel del metamodelo: mapping diagram), que son relaciones entre modelo de tareas
y de datos. Para poder soportar las transformaciones es necesario saber en que´ nivel esta´ traba-
jando. A nivel de metamodelo puede que los conceptos sean abstractos pero el metamodelo debe
poder diferenciar que´ elemento es que´ elemento, pues debe estar en capacidad cuando apuntar,
por ejemplo, a una tarea (task) o a un dato (class, attribute, operation). CTT es de los pocos
diagramas que son dependientes del Layout, eso es inconveniente, es decir, podr´ıa dar lo mismo
si se tiene, en notacio´n UML, una clase A relacionada a una clase B, da lo mismo que se dibuje
una clase B relacionada a A. Pero en un CTT, una tarea A relacionada a una tarea B, no es
lo mismo tener B a A por cuestio´n del operador de temporalidad que las une, por ejemplo, una
secuencia. Los diagramas de CTT se leen de izquierda a derecha. En CTT el Layout es parte
de la sema´ntica. Entonces la idea del metamodelador es que pueda referenciar que´ elementos,
en el metamodelo, soportan los conceptos de la parte concreta y usados en el editor: tareas,
clases, relaciones de dominio, relaciones de tareas, etc. Si cuando se hace una transformacio´n no
se dejan rastros de co´mo se van creando las cosas se rompe el flujo de la generacio´n automa´tica
de interfaces. Porque es que se esta´ creando el proceso de co´mo se esta´ avanzando. Tanto para ir
hacia adelante como para poder devolverse. Esta funcio´n la cumple el remapping : deben haber
links para decir que inicialmente iba por un camino, pero con el remapping se tomo´ otro camino,
por si se toma la decisio´n de retornar o de cambiar de ruta.
Cuando se realiza una transformacio´n lo que interesa es una fraccio´n, un contenedor de algo, lo
mı´nimo para realizar una transformacio´n. Es decir, tomar unas tareas y unos datos y a partir
de ah´ı obtener una UI. La UI no es de todo. Se van tomando fracciones y esto se engloba bajo el
concepto de gestio´n de diagramas. Pero se requiere que, cuando el diagrama contenga una clase,
a la clase se le puedan agregar atributos, pero si la clase se encuentra en otra realizacio´n, en esa
38
otra realizacio´n la clase pueda mostrar otros atributos. La idea entonces es poder seleccionar
que´ atributos se quieren ver y que´ atributos pueden participar en el diagrama, es decir, que en
una transformacio´n deben tenerse en cuenta los atributos que participan sobre el diagrama. La
generacio´n de interfaces, con esta nueva herramienta, tambie´n puede darse a partir de la tarea
InteraccionTask. El metamodelo soporta toda la funcionalidad.
A nivel de metamodelado se tomo´ la decisio´n como si se fueran a hacer elementos concretos. Lo
que esta´ en el modelo es algo que soporta lo que esta´ en el proceso de generacio´n automa´tica y
es lo que se requiere para saber que´ esta´ bien o mal en el mapping (modelo de trazabilidad) y lo
que faltar´ıa hacer. La decisio´n fue identificar que´ elementos se afectaban por el proceso de trans-
formacio´n, es decir, que lo referencia Limbourg[42] en la transformacio´n. Como esta tesis es la
extensio´n de un metamodelo, una de las tareas fue identificar y saber co´mo adicionar elementos
nuevos que cumplieran con las caracter´ısticas del modelo para que hicieran lo mismo: funcio-
nar correctamente. En Chico[26] hubo modificaciones sobre la base que entrego´ Limbourg[42],
pues no se maneja el concepto de ‘ModelElement’. Entonces el disen˜o del metamodelo debe ser
capaz de soportar la representacio´n de la notacio´n y el lenguaje en una herramienta (GMF).
Todo lo que en el metamodelo es concreto se llama elemento de modelado. A nivel concreto
se puede hacer gene´rico cualquier elemento de modelado, pero a nivel abstracto se limito´ en
CIAT.TDMBUID, desde el modelo de mapping a trave´s de relaciones entre las clases: triggers;
updates; observes. Para el caso de este trabajo de grado y lo propuesto como extensio´n de la
herramienta ‘chico’[26], particularmente el mapeo de la transformacio´n, desde el metamodelo,
el elemento de Transformacio´n extiende de la metaclase ‘Package’, considerando que ‘Package’
es la que contiene la metaclase ‘Diagram’.
El mapping se realiza sobre la tarea interaccio´n (interactive). Cada ı´cono corresponde a una
clase del metamodelo, quiere decir que si se tiene 1 clase que se vea con 4 ı´conos, eso no se puede
en el .gmfmap. Por eso el metamodelo tiene la parte concreta. El ı´cono, en el mapping, lo define
la figura. El mapping (modelo de trazabilidad) puede presentar problema cuando no es capaz de
discernir que´ concepto es. Se puede usar el mismo concepto para dos cosas distintas. Entonces
lo que hace falta es tener un concepto por encima de ese (en el metamodelo: nivel abstracto
y concreto). Para solucionar esta situacio´n, se realizo´ un diccionario de elementos de modela-
do (por lenguajes – los que esta´n contenidos en el metamodelo) y se identificaron los nombres
que se repet´ıan. Luego se identificaron los niveles (abstracto o concreto) en el metamodelo y se
restringio´ como elemento de modelado. Por ejemplo, que la relacio´n de mapping saliera desde
una task pero so´lo con destino a un ModelElement. Lo que se hace con el mapping (modelo de
trazabilidad) es navegar el modelo para crear lo que se desea crear. Por ejemplo, un componente
individual abstracto de interfaz puede contener otro contenedor (AC). La IU tiene presentacio´n
y dialo´go. Para una cardinalidad de 1:1 en el atributo (modelo de datos–dominio) name lo ma´s
probable es que se represente por un TextBox, pero para una cardinalidad de 1:n por ejemplo,
el atribudo titulos (modelo de datos) de la clase persona, lo ma´s probable es que su representa-
cio´n sea un Combobox. En te´rminos del marco conceptual se esta´ hablando de un AIO (en un
nivel concreto: Textbox y Box o combox), pero a nivel abstracto se esta´ hablando de un AIC,
(haciendo referencia a que es el mismo elemento solo que con distinta cardinalidad). A nivel
abstracto se tienen los componentes individuales (y contenedores) y a nivel concreto se tienen
los elementos de la representacio´n: textbox y combobox, entonces debe haber un mapping que
trace la relacio´n entre los dos para saber en que´ elemento AIC se reifica que´ elemento concreto
y que´ elemento concreto es la abstraccio´n de un AIC, por esa razo´n debe existir un mapping.
Si no se configura la cardinalidad de los atributos, la herramienta no funciona. El algoritmo de
transformacio´n de CIAT.TDMBUID considera esta caracter´ıstica. Si los atributos no tienen la
cardinalidad definida la herramienta no funciona.
En cuanto al remapping visual (que es el concepto para tomar alternativas distintas de la pro-
puesta de la transformacio´n inicial) deben haber otros links para indicar que inicialmente se
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llevaba un camino, pero por el remapping se tomo´ otra ruta. Es decir, se adiciono´ un elemento
que no fue tenido en cuenta, o se posiciono´ un elemento de manera distinta al que fue propuesto
en la transformacio´n inicial (esto es para devolverse o poder seguir por otro camino, alguna
modificacio´n en el modelo transformado; una modificacio´n a la interfaz concreta, por ejemplo,
un cambio de ubicacio´n de una tarea a un contenedor distinto). Al generar automa´ticamente una
IU se crean los links de trazabilidad (mapping, automa´ticamente quedan enlazados los elementos
con las tareas, primero la UI abstracta (AUI) y luego la UI concreta (CUI)). Si las tareas no
se registran(mapean) en su totalidad lo ma´s probable es que los elementos que las representan
queden en distintas interfaces.
4.3. Creacio´n del archivo generador de modelos
El siguiente paso es el de crear el generador de modelo ciat.tdmbuid.genmodel a partir del modelo
de dominio. Este paso es automa´tico y requiere de poca interaccio´n por parte del desarrollador.
Este generador de modelos es una herramienta de generacio´n automa´tica de co´digo de EMF
necesaria para construir las clases Java del modelo de dominio y los EditParts necesarios.
El archivo .genmodel contiene toda la informacio´n susceptible de ser convertida a clases Java
tal como se conocen, esto es: si en el genmodel existe un objeto Class sera´ traducido a una
clase Java con los atributos que vengan especificados en el metamodelo (modelo de dominio).
Este generador de modelos utiliza una serie de plantillas predefinidas que son especificadas en
el lenguaje de emisio´n de plantillas Java (JET). La tecnolog´ıa JET es utilizada para la trans-
formacio´n de modelos a texto a partir de modelos ECORE.
Figura 4.6: Correspondencia entre .genmodel y co´digo generado automa´ticamente
EMF genera las clases y establece relaciones entre ellas basa´ndose en el modelo MOF[61] que
se haya constru´ıdo. Toda la lo´gica de los editores en te´rminos de modelos de dominio se puede
crear con EMF y delegar en dicha tecnolog´ıa para que escriba el co´digo asociado a modelos de
dominio [22]. Un ejemplo de lo anterior puede observarse en la figura 4.6
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4.4. Definicio´n del modelo gra´fico (Sintaxis Concreta)
La especificacio´n de la sintaxis concreta debe ser uno de los pasos preliminares en la especifi-
cacio´n de cualquier lenguaje para definir sus particularidades y el mapping con respecto de la
sintaxis abstracta. Esta especificacio´n tiene como partida el ana´lisis visual de co´mo se presen-
tara´n al desarrollador los elementos de modelado del lenguaje. Este modelo define la estructura
de componentes gra´ficos usados para representar los conceptos[26].
Para crear la definicio´n gra´fica del editor se usa el archivo ciat.tdmbuid.gmfgraph el cual espe-
cif´ıca el aspecto de los componentes gra´ficos de la notacio´n que se desee implementar. El disen˜o
de la definicio´n de la sintaxis concreta debe considerar aspectos de layout, etiquetado, estructura
y contencio´n (compartments). Ver elementos de la definicio´n gra´fica en 3.4. Cada componente
de la notacio´n gra´fica del lenguaje que se disen˜a debe ser especificado utilizando elementos del
modelo gra´fico GEF[80], por ejemplo: recta´ngulo, etiqueta, nodo, enlace, etc.
Figura 4.7: Definicio´n gra´fica para ciat.tdmbuid
Para ilustar el funcionamiento de la definicio´n gra´fica se han seleccionado los elementos que
construyen el diagrama de Tareas CTT. Ver figura 4.8. En este diagrama se requiere de un
recta´ngulo que contiene otro recta´ngulo, adema´s de una etiqueta que da nombre al diagrama.
El recta´ngulo llamado CTTDiagramFigure representa el recta´ngulo exterior. La etiqueta CTT-
DiagramNameFigure, que es un objeto de tipo Label es la que da el nombre al diagrama. El
recta´ngulo llamado CTTDiagramBody es el recta´ngulo interno contenedor de los dema´s elemen-
tos. El objeto label TaskNameFigureLabel es quien identifica la tarea (el nombre). El recta´ngulo
TaskFigure es el contenedor de la tarea y el objeto label TaskIconFigure, aunque usa el mismo
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Figura 4.8: Definicio´n Gra´fica para el diagrama CTT.
descriptor de figura asociado, representa el tipo de tarea. Quiere decir esto que se puede usar el
mismo tipo de figura para representar distintos tipos de tarea.
Lo nuevo de la sintaxis concreta, que se presenta en este trabajo, es: notacio´n y modelado de la
interaccio´n. Aqui se tienen cinco tareas nuevas: simple cooperativa, nueva cooperativa, simple
individual, nueva individual e Individual Interaction (interactive). Para esto se definio´ la parte
abstracta (metamodelo) y la parte concreta (EMF-GMF). El concepto Task soporta las tareas
interactivas y las interactives, dado que es el mismo core, de manera que los conceptos en el
metamodelo se soportan y por eso se pueden relacionar/visualizar.
El diagrama de Interaccio´n es un CTT, con este diagrama puede darse el dia´logo externo apli-
cando el algoritmo de Luyten[46]. Cada tarea debe estar asociada a una ventana y no a un widget
(si fuera lo u´ltimo, ser´ıa dia´logo interno). Los algoritmos de Limbourg[42] y de Luyten[46] son
puros contenedores; Limbourg solo revisa y genera contenedores. El diagrama CTT no es un
diagrama de UI, es un diagrama de tareas, entonces las personas terminan pensando en UI pero
haciendo tareas, el asunto real es pensar en tareas interactivas, que´ hace el usuario y que´ hace
el pc, pero nada tiene que ver la UI. La propuesta TDBMUID recalca la separacio´n entre el
modelado de tareas, y los datos que se manipulan en las tareas con la presentacio´n de la UI. Del
diagrama de tareas sale el modelo de dia´logo: Interno y Externo (algoritmo de Luyten[46]).
Por otra parte, CIAN apunta hacia los procesos de negocio, en el modelado de la actividad (es
decir CIAN) se requiere conservar la notacio´n CIAN original, pero adicionando el modelado de
negocio: diagrama de actividad; diagrama de objetos de negocio y ma´quinas de estado. A nivel
de modelado de negocio se requiere hacer el equivalente entre el proceso de negocio (caso de uso
de negocio: UML), actor ser´ıa Worker ; lo que se requiere sobre CIAN es tener los conceptos de
Cliente y Worker. La deficiencia de la actual notacio´n es que en las tareas internas no se sabe
que´ relacio´n hay entre el cliente/actor con las entidades (datos presentados en la tarea interac-
tive) y tampoco es posible ver la relacio´n entre los datos (con la tarea cooperativa actual). Con
la tarea NewCooperative, presentada como parte de la nueva sintaxis concreta de este trabajo,
se da reemplazo a los tres diagramas de UML.
Esta herramienta CIAT.TDMBUID posee gestio´n de diagramas y gestio´n de modelos. La or-
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ganizacio´n del modelo es una parte del lenguaje. La estructura del modelo debe ser parte del
lenguaje, es decir, no solo el diagrama sino la estructura completa debe ser parte del lenguaje;
la navegacio´n, tambie´n, debe ser parte del lenguaje. Tambie´n el metamodelo debe soportar el
esquema de navegacio´n. El lenguaje debe soportar las transformaciones. UML no tiene elemen-
tos de modelado ni se refiere a co´mo hacer mapping (modelo de trazabilidad), esto debe ser
parte del lenguaje. Los elementos notacionales son los elementos de modelado. Generalmente
no se trabaja con modelos sino con diagramas. Un diagrama se compone de un canvas (lienzo),
elementos de modelado. Es decir, casi nunca directamente se hacen modelos sino diagramas, y el
modelo, entonces, sera´n los documentos. Un modelo entonces, puede resumirse en un conjunto
de diagramas y documentos. Se expresa a trave´s de diagramas y documentos. Pero el modelo
lo que tiene es un repositorio, y este repositorio es casi siempre abstracto. Casi siempre este
repositorio esta´ representado por el browser, ya hablando a nivel tecnolo´gico (es decir, de un
tool). A trave´s de los elementos de modelado es que se construyen modelos. La interfaz que con
esta herramienta se provee, para el uso del lenguaje, son los diagramas, el canvas, los elementos
de modelado y el browser. A la persona (ingeniero) que use CIAT.TDMBUID se le dejan ver
solamente los elementos de modelado, e´l no ve el metamodelo. Esto se llama notacio´n. La nota-
cio´n es lo que se le permite a la persona que usa la herramienta. La notacio´n es la interfaz del
lenguaje. Por otra parte esta´n los elementos notacionales. Esta es la parte concreta del lenguaje.
La tarea entonces fue identificar todos los elementos notacionales, los elementos de abstraccio´n
y los niveles de granularidad. En el trabajo de la elaboracio´n/integracio´n de la herramienta
CIAT.TDMBUID se trabajo´ sobre tres dimensiones:
1. Interfaz de Usuario (usiXML).
2. Datos (UML).
3. Labor (actividad; CIAN)
El dia´logo, sobre CIAT.TDMBUID, se concibe con tareas, datos y widgets sobre diagramas tem-
porales (mapping – modelo de trazabilidad). Los anteriores elementos modelan cosas distintas.
La metodolog´ıa propuesta por Giraldo[26] trabaja primero la parte sema´ntica basada en los da-
tos (tratamiento de la adyacencia) y luego la parte interactiva basada en los recorridos cognitivos.
El comportamiento de la interfaz de usuario puede darse con distintos niveles de granularidad.
Deben manejarse distintos niveles de granularidad, sobre las interfaces, porque conceptualmente
pueden estar separados del proceso cognitivo, CTT es un lenguaje para manejar tareas. CTT
no maneja niveles de granularidad. Con CTT toca estar abstrayendo los niveles de granulari-
dad (una consecuencia del lenguaje es permitir mejorar la expresividad). Al no tener niveles
de granularidad los diagramas crecen en exceso. CTT esta´ concebido para expresar tareas. Lo
usan, generalmente, para generar interfaces de usuario, pero esa no es la concepcio´n original.
Giraldo[26] aisla estos inconvenientes en su metodolog´ıa modelando a partir de los datos, a par-
tir de estos se obtiene una primera versio´n de UI, luego la segunda versio´n la obtiene de las
tareas y luego, lo que hace es repasar las tareas buscando algo ‘bueno’para meter a los datos
(remapping). La primera versio´n de UI obtenida a partir de datos se ubica a nivel de negocio,
all´ı no hay widgets porque no se habla de software, y la versio´n de UI que provee CTT es una
que hereda la estructura de layout, sema´ntica y adyacencia, por ejemplo, que el nombre vaya al
lado del apellido, eso se decide junto con el usuario, y ese mapping debe existir en el metamodelo
para que se pueda soportar esta funcio´n. El remapping no se hace solo, este se hace a mano.
Limbourg[42] establece las condiciones para realizar un mapping. El CTT, en [26] sale del reco-
rrido cognitivo que se realiza con el usuario: los datos. Los datos de la forma. El cliente realiza un
modelo mental pero que es un prototipo en papel (no confundir con modelar el sistema) solo se
modelan los datos que se manejan en un negocio respecto de la Interfaz de Usuario de Negocio.
Esto es basado en co´mo el cliente quiere ver sus datos. La interfaz de usuario es una expresin de
la forma. Los datos de la forma son la persistencia de la UI, en otras palabras, la persistencia
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de la presentacio´n. Los datos de la forma tambie´n sirven cuando se realizan consultas a la base
de datos, que ser´ıa la estructura de datos que se enlaza a la base de datos y luego se mostrar´ıan
los resultados de esa consulta. Los reportes tambie´n son interfaz de usuario. Por lo tanto, el
reporte debe estar atado a los datos de la forma. El reporte primero debe llevarse a los datos
de la forma y el script debe coincidir con la plantilla que genere el reporte. Generalmente la
presentacio´n del reporte esta´ dispuesta segu´n el modelo de la base de datos y no presentado de
acuerdo al modelo de la UI. Lo que se requiere es una entidad intermediaria basada en el modelo
mental del usuario, en el que se preformateen los datos antes de enviarlos por cualquier canal
al usuario: papel; interfaz; etc. (uso del patro´n decorador; es un plantilla). Cuando se habla
de UI generalmente se piensa en un pc, pero cuando el pc sea papel, la interfaz sera´ de papel.
Esto se trata de analizar la forma y describir los datos que reflejen fielmente la forma. Por eso
se llaman datos de la forma. La parte que representa los datos de la forma no se encuentra
en el metamodelo CIAT.TDMBUID. A nivel abstracto se considera como el mismo diagrama
de clases (DomainDiagram) sobre el metamodelo. Ba´sicamente los datos de la forma se van a
convertir en el DomainDiagram, pero el DomainDiagram esta´ ubicado en el nivel de sistema,
mientras que los datos de la forma esta´n ubicados a nivel de negocio. Las ventanas de contexto
son pequen˜os bloques de interfaz. Se llama ventana de contexto porque es reutilizable. Y es una
ventana dentro de un contexto espec´ıfico. Y esta´ asociado a los datos.
En los me´todos tradicionales la persona realiza el modelo de tareas pero sin pensar en la interfaz,
solo piensan en las tareas pero pensando en la interfaz. Hacen tareas pero pensando en que´ inter-
faz van a obtener como resultado. En cambio, Giraldo[26], inicia a partir de una interfaz que es
basada en el modelo mental y el cliente realiza un recorrido cognitivo de esos datos, de co´mo le
gustar´ıa usar esos datos. (Que´ quiere hacer el cliente y que´ quiere que haga el sistema: tareas; y
que´ quiere hacer con el sistema en conjunto). Esto, todo, corresponde al modelo de Interaccio´n.
El dia´logo se basa en la relacio´n entre tareas los datos y los componentes de UI. La estructura,
el layout, la sema´ntica, la interfaz van a estar ma´s de acuerdo al modelo mental del usuario,
no a la generacio´n automa´tica de las tareas; por eso la metodolog´ıa propuesta por Giraldo[26]
realiza un balance, porque lo que se debe realizar que el cliente se enfoque en las tareas en lo que
quiere del sistema, y que se enfoque en lo que la UI va a tener cuando este´ pensando en la UI y
no en las tareas. Se tiene, por ejemplo, un a´rbol de CTT, en donde se pueden realizar distintas
operaciones y que el sistema pueda calcular distintos factores y resultados; esto es, un a´rbol con
diferentes variaciones. Una cosa es la cantidad de controles que salen y otra es la cantidad de
interacciones que se vayan a hacer sobre eso, eso es un problema que ha tenido CTT, que se
ha usado para hacer UI sabiendo que es una notacio´n para representar interaccio´n de tareas. El
CTT siempre va de izquierda a derecha y tiene un nivel jera´rquico. La primer tarea que puede
realizarse es la del lado izquierdo. Limbourg[42] realizo´ el algoritmo indicando que si una tarea
tiene hijos esa tarea es un contenedor.
4.5. Generacio´n de la paleta de herramientas
La paleta de herramientas es la opcio´n requerida para manipular los elementos de modelado.
Esta se compone por la barra de herramientas y diferentes menu´s que pueden definirse para un
diagrama. El propo´sito de la la paleta de herramientas es crear instancias de cada uno de los
elementos sobre el canvas mapping para sean reconocidos sobre el modelo de mapeo. Esta paleta
de herramientas es la ‘barra de herramientas’ que el desarrollador tiene disponible.
4.6. Definicio´n del modelo de mapping
Este modelo relaciona el modelo de dominio (ver 4.1), el modelo de definicio´n gra´fica (ver 4.4)
y la paleta de herramientas (ver 4.5). El mapeo define las relaciones de contencio´n de los ele-
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Figura 4.9: Definicio´n Herramienta para ciat.tdmbuid
mentos gra´ficos para poder instanciar los objetos de dominio que representan su informacio´n.
Para lograr el Modelo de Mapping es necesario conocer muy detalladamente la estructura de
la sintaxis abstracta y concreta. Un cambio en los modelos que enlaza el mapping y e´ste debe
ser actualizado, pues es sensible a sus modelos referenciados de acuerdo a la especificacio´n, con-
tencio´n e instanciacio´n de sus elementos. El mapeo es utilizado para la creacio´n del modelo de
generacio´n de diagrama de extensio´n ‘.gmfgen’.
Figura 4.10: Definicio´n Mapping para ciat.tdmbuid
El archivo de mapping contiene todos los Top Node References y los Links y, al final, el Canvas
Mapping (ver seccio´n 3.6). Un editor solo posee nodos y links; y sobre el mapping es que se
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“arma” el editor de programas. Se llama node (en el mapping) por que son recta´ngulos. Lo que
se esta´ construyendo, con este trabajo de grado, es una herramienta de modelado que solo tiene
Nodos y/o Links. En la jerarqu´ıa del mapping el elemento superior es el Top Node Reference.
Lo que se busca en el mapping es asociar a un elemento de modelado (EClass) un Tool y un
diagram. Esto es lo que hace el mapping. Cada elemento que aparece en el editor proviene del
mapping. El mapping es algo que relaciona el gra´fico con el elemento(dominio) y con el tool. En
el modelo de mapping, el elemento Canvas Mapping, sobre la propiedad Element, para el caso
de CIAT.TDMBUID, es la EClass ‘Package’. El concepto canvas (ver 3.6.1), esta´ representado
en el metamodelo por la metaclase ‘Package’. A partir de que diga Mapping (en el modelo de
Mapping) todo es heredado de la metaclase ‘Package’. Si en ‘Package’, hablando de la vista de
a´rbol, se desean ver los diferentes elementos, entonces por cada tarea se debe realizar hacer una
entrada. La entrada significa relacionar el elemento que se va a arrastrar del tool al sitio que se
va a soltar, identificando el destino correcto (sitio donde se va a soltar el elemento del tool se-
leccionado) y adicionar el ı´cono que lo represente (.gmfgraph ver 3.4). En otras palabras, para el
caso de la EClass ‘Package’, esta EClass debe tener una relacio´n que sea capaz de poder dibujar
sus elementos superpuestos (a manera de contenedor) y de esta manera se consigue la libertad
de realizar el dibujo que se desee. La u´nica forma de poner un elemento es a trave´s del canvas o
de un compartent (elemento que permite la anidacio´n de figuras). La manera de permitir generar
un elemento dentro de una caja, es que esa caja sea un compartment. La EClass que se asocie
al canvas debe ser una clase que sea capaz de contener todo el modelo, es decir, todo lo que se
le quiera adicionar al canvas. Expresado de otra manera, la clase que genere contencio´n es la
clase que se debe referenciar en el mapping. Si una clase no tiene contencio´n no se le puede hacer
mapping. El mapping puede referenciar todos los elementos que se deseen siempre y cuando el
modelo (metamodelo) lo soporte (solo se puede mapear lo que el metamodelo permita); y a su
vez, todo lo que se desee ver solo se puede ver si esta´ referenciado en el mapping. Todo lo que
se hace con el mapping es navegar el modelo para crear algo que se desee crear. Cada elemento
que aparezca en el editor es un mapping, porque el mapping es algo que relaciona el gra´fico, con
el elemento con el tool. El modelo (Diagram) es el que contiene el diagrama y el diagrama es de
tipo modelo (Diagram), para que los elementos que se tengan por dentro, en cualquier momento,
puedan ser visualizados en un diagrama a parte. So´lo se puede mapear, a nivel visual, lo que el
metamodelo permita.
Visualizacio´n de un Paquete sobre el Canvas. Esa es una decisio´n que se tomo´ a nivel de ma-
peado. Por ejemplo, para el diagrama de transformacio´n, se puede adicionar cualquier tipo
de diagrama (CTT; Domain; InteractionTask), pero no los elementos internos de ese diagra-
ma, en otras palabras, por ejemplo, cuando se selecciona el CTTDiagram, solo se muestra el
diagrama pero no las tareas. En eso radica el ‘qui’ del metamodelo, si e´ste no se encuentra
bien realizado, habra´n elementos que no se pueden representar en la herramienta de modelado
CIAT.TDMBUID. Lo que se quiere representar es una referencia a cualquier diagrama y no un
diagrama como tal, por lo que se exige un disen˜o en el metamodelo que permita, en la sintaxis
concreta (refirie´ndose al canvas), ser cualquier tipo de diagrama, no solamente la clase Diagram
(que es la genera contencio´n en el metamodelo) sino que en cualquier momento, la ra´ız fuera, por
ejemplo, un diagrama en particular, (CTTDIagram; DomainDiagram; etc.), finalmente, como
esta´ disen˜ado el metamodelo, la clase Diagram (ver figura A.2) puede contener cualquier cosa.
La primera decisio´n que debio´ tomarse fue que´ se quiere dibujar sobre el canvas. Si se desea ver
en la clase Diagram cualquier cosa, toca realizar entradas para cada tarea, significa esto que,
lo que se vaya a arrastrar del tool sobre el canvas debe tener una relacio´n. En otras palabras,
la clase Diagram debe tener una relacio´n que sea capaz de poder dibujar las tareas sobre el
lienzo, y de esa manera obtener la total libertad de poder adicionar el dibujo que se desee.
Un paquete sobre el canvas puede visualizarse de diferentes formas, pero no todas las veces se
pueden escoger muchas opciones. Al seleccionar una opcio´n de visualizacio´n, las dema´s opciones
de visualizacio´n pueden quedar inhabilitadas, es decir, la seleccio´n de visualizacio´n elegida es
excluyente para las dema´s opciones. Es posible anidar las visualizaciones, es decir, se puede
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seleccionar la visualizacio´n de un paquete sobre un canvas, pero tambie´n se puede seleccionar
la visualizacin de un paquete dentro de otro paquete. En el caso del nuevo diagrama (el de
transformacio´n), este diagrama puede, por dentro, contener otros tipos de diagrama. Para este
caso, lo interesante es que el diagrama comunica que transformacio´n se aborda en el diagrama.
De tal forma que la manera de visualizacio´n de un diagrama puede ser mu´ltiple, pero siempre
excluyente a las dema´s opciones de visualizacio´n. Las diferentes maneras de poder visualizar
un diagrama radican en que en un momento un diagrama puede hacer parte de un paquete,
en otra visualizacio´n el diagrama hace parte de un TransformationDiagram, por ejemplo, y en
otra visualizacio´n el diagrama puede hacer parte del canvas, pero no es porque sea el canvas. Si
el metamodelo no se construye adecuadamente, as´ı se tenga la sintaxis abstracta y aunque se
tenga la sintaxis concreta, si el metamodelo no se encuentra bien definido habra´n cosas que no se
podra´n realizar en la visualizacio´n. Debe decidirse, primero, lo que se quiere dibujar. Luego de-
be revisarse el modelo (metamodelo). Se debio´, entonces, realizar un disen˜o, en donde el canvas
pudiera tomar la forma deseada de cualquier cosa. En otras palabras, que en un momento dado
(para un diagrama), el canvas pueda ser CTTDiagram, o si se desea usar/crear un diagrama
de transformacio´n, el canvas, en ese momento sea TransformationDiagram. Por eso, el canvas
debe ser del tipo de la metaclase ‘Package’. De manera que basando el canvas sobre la EClass
‘Package’, el canvas puede tomar esa multiforma, para cada diagrama generado.
Los conceptos utilizados para la generacio´n de la definicio´n gra´fica son: tooling = tool; graph
= node, link, compartment, label; ecore = class y relationships. La representacio´n de esta de-
finicio´n gra´fica es el Canvas Mapping. Este referencia la EClass ‘Package’ para el caso de esta
herramienta CIAT.TDMBUID. Esta clase ‘Package’ dentro de cualquier diagrama, por ejemplo,
el de tareas CTT, que hereda de ‘Package’ puede crear un ‘CTT Diagram’. Esta es la forma
como se genero´ este mapping. Ubica´ndose en un elemento de modelado, en este caso ‘Package’
y analizando que´ otros elementos se pod´ıan crear (buscando contencio´n) a partir de ese propio
elemento. Luego, se analizaron los nombres de las relaciones de contencio´n (composicio´n) porque
es a trave´s de estas relaciones que se crean los distintos elementos de modelado. La relacio´n de
contencio´n que va desde ‘Package’ hasta el concepto ‘Task’ se llama ‘itsTasks’, quiere decir esto,
que si se esta´ en la clase ‘Package’ se puede crear cualquier tarea CTT por medio de la relacio´n
‘itsTasks’. El canvas es la ra´ız de definicio´n gra´fica de todos los elementos. Quiere decir esto que
en este nivel de anidamiento, si el canvas es ‘Package’, en este nivel se puede crear cualquier
tarea CTT. Pero entonces una cosa es que se pueda crear una tarea en este preciso lugar y otra
cosa es que realmente se quiera eso para la herramienta. Pod´ıa suponerse que so´lo se quiere que
las tareas CTT este´n contenidas visualmente en un diagrama CTT (‘CTT Diagram’ ), entonces
aunque perfectamente es va´lido crear una tarea en el canvas (porque esta posibilidad la esta´ dan-
do el modelo de dominio porque as´ı se disen˜o´ el metamodelo) no se quiere eso de manera gra´fica.
Entonces se podr´ıa tomar la decisio´n de que ningu´n elemento de modelado quede por fuera de
un contenedor. De esta forma, no ser´ıa conveniente que una tarea CTT pueda ir sola en el canvas
sin que en ese mismo canvas haya definido primero un diagrama ctt ‘CTT Diagram’. La idea es
que el elemento contenedor (la contencio´n) no permita elementos por fuera suyo establecidos en
el nivel de jerarqu´ıa del modelo. Pero otra cosa es a nivel gra´fico. Lo que se esta´ definiendo es
una herramienta gra´fica de modelado, es decir, el modelo puede permitir ciertas cosas aunque
no se quieran representar sobre la herramienta gra´fica. Lo que no establezca en el mapping no
se representa en la herramienta aunque el modelo lo pueda soportar. Este modelo soporta crear
tareas CTT a nivel de ‘Package’ y como ‘Package’ es el canvas por ende permite crear tareas
en el canvas, gra´ficamente hablando.
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4.7. Creacio´n del generador del plugin
El archivo ‘.gmfgen’ es a partir del cual se genera todo el co´digo final del editor en forma de
plugins. Dicho archivo toma la informacio´n especificada en los archivos ‘ciat.tdmbuid.gmfmap’,
‘ciat.tdmbuid.gmfgraph’ y ‘ciat.tdmbuid.gmftool’ y construye el modelo jera´rquico final que da
lugar al cd´igo del editor de creacio´n de diagramas de la herramienta de modelado.
4.8. Implementacio´n de transformaciones
El punto de partida de la construccio´n de la interfaz de usuario es la especificacio´n de las tareas
y los datos del dominio. A partir de esta representacio´n inicial se obtiene la interfaz de usuario
abstracta (ver 2.1.3). Se trata de una especificacio´n de la interfaz de usuario en te´rminos de
Objetos de Interfaz Abstracta (ver 2.1.3) y de relaciones abstractas. En esta especificacio´n de AUI
se definen elementos contenedores generales. Primero se identifican los Abstract Containers (ver
2.1.3) y los Abstract Individual Componentes. Luego, se situ´an los AIC dentro dos contenedores
identificados previamente. Finalmente se adiciona el dia´logo entre los elementos abstractos. De
manera que se debio´ implementar una serie de transformaciones entre los dos modelos iniciales:
modelo de tareas y modelo de dominio y sus representaciones para llegar a obtener la AUI.
4.8.1. Implementacio´n de la Interfaz de Usuario Abstracta - AUI
Primero se identifican los elementos Abstract Containers (AC) y Abstract Individual Components
(AIC) segu´n sea la distribucio´n del modelo de tareas CTT. Esta identificacio´n es reconocer las
tareas de las que no se deriva ninguna subtarea, es decir, las tareas hoja que sera´n elementos de
la interfaz y se recorre el a´rbol recursivamente para crear los contenedores. Cuando se encuentra
una tarea que se descompone en subtareas se genera un AC y varios AIC por cada subtarea.
Cada hoja tarea tiene dos atributos: actionType y actionItem. Los verbos describen el tipo de
la accio´n (Action Type) y los sustantivos los objetos que manipulan los verbos (Action Item).
Segundo se seleccionan los Abstract Individual Components (AIC) dada la configuracio´n de los
atributos: (Action Type) y (Action Item) se obtiene un facet (ver 2.1.3) que se asocia al AIC
que corresponde a la tarea.
Tercero, se establecen las relaciones espacio-temporales entre AIOs. Se establece la relacio´n Abs-
tract Adjacency (esto significa que dos AIOs lo´gicamente adyacentes deben aparecer contiguos
en el modelo de interfaz concreta – CUI) entre AIOs segu´n los operadores ‘>>’ del a´rbol de
tareas. Por ejemplo dos tareas que sean hermanas y este´n unidas por una relacio´n ‘>>’ dan
lugar a una relacio´n Abstract Adjacency entre los AIOs a los que correspondan.
Cuarto, se establece el dia´logo de control abstracto. Se construyen las relaciones Dialog Control
entre AICs. Esta relacio´n permite especificar un flujo de control de la interaccio´n entre objetos
abstractos. Para indicar este tipo de relacio´n se utilizan los mismos operadores temporales que
los utilizados para relacionar tareas. Un AIC que sea destino de una relacio´n Dialog Control no
estara´ operativo hasta que el AIC que es fuente haya terminado.
Quinto, obtener la intefaz de usuario abstracta (AUI) a partir de las relaciones de trazabili-
dad. Las tareas que sean fuentes de una relacio´n de trazabilidad, sobre los me´todos del dominio,
derivan en una relacio´n triggers entre el AIC y el elemento del dominio (clase, atributo, me´todo).
Entonces en este punto, para las reglas hay que poner para cada regla de transformacio´n la
transformacio´n en ATL para demostrar co´mo se hace la transformacio´n sobre el metamodelo.
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actionType/actionItem AIC Facet Type/actionType/actionItem
Start-Go/Operation Control
Stop-exit/Operation Control
Select/Element Input/Select/(Attribute value)
Select/Collection Input/Select/(Object Set)
Create/Element Input/Create/(Attribute value)
Create/Collection Input/Create/(Object Set)
Delete/Element Input/Delete/(Attribute value)
Delete/Collection Input/Delete/(Object Set)
Modify/Element Input/Update/(Attribute value)
Modify/Collection Input/Update/(Object Set)
View/Element Output/View/(Attribute value)
View/Collection Output/View/(Object Set)
Monitor/Element Output/Monitor/(Attribute value)
Monitor/Collection Output/Monitor/(Object Set)
Move/Element Input/Move/(Attribute value)
Move/Collection Input/Move/(Object Set)
Duplicate/Element Input/Duplicate/(Attribute value)
Duplicate/Collection Input/Duplicate/(Object Set)
Tabla 4.1: Correspondencia entre la configuracio´n de AIOs y los facets que formara´n la AUI [42]
4.8.2. Reglas de Transformacio´n
Estas reglas de transformacio´n son la propuesta de Limbourg[42]. Este utiliza notacio´n gra´fica,
en forma de grafo, para representar dichas reglas. Las partes que constituyen este grafo son:
4.8.2.1. LHS – Left Hand Side
Expresa un patro´n gra´fico que, si coincide en el gra´fico anfitrio´n, sera´ modificado para dar lugar
a otro gra´fico llamado grafo resultante. Un LHS puede ser visto como una condicio´n bajo la cual
una regla de transformacio´n es aplicable. Establece que´ patrones del modelo son objetivo de la
transformacio´n.
4.8.2.2. RHS – Right Hand Side
Establece el patro´n de salida, una vez ejecutada la transformacio´n.
4.8.2.3. NAC – Negative Application Condition
Funciona como una precondicio´n que indica que´ elementos NO deben existir antes de ejecutar la
regla. Tambie´n conocidos como contextos prohib´ıdos, son afirmaciones que se han de mantener
falsas antes de la aplicacio´n de una regla.
4.8.2.4. Identificacio´n de la Estructura AUI
Se identifican primero las tareas hoja (tareas de las que no deriva ninguna sub–tarea) que van a
ser elementos de la interfaz y se ira´ subiendo recursivamente en el a´rbol para construir los con-
tenedores. Cuando en un a´rbol se encuentra una tarea que se descompone en varias sub–tareas
se genera un AC y varios AIC por cada sub–tarea.
Regla 1. Para cada hoja de tarea del a´rbol de tareas, crear un AIC. Para cada tarea, padre de
una hoja de tareas, crear un AC. Unir el AC y el AIC por una relacio´n de contencio´n. Esta regla
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detecta que´ patrones del a´rbol CTT son susceptibles de transformarse en un Abstract Container.
Figura 4.11: Creacio´n de un contenedor abstracto AC derivado de la estructura del modelo de
tareas.
Regla 2. Cuando una tarea se descompone en otra(s) tarea(s), crear un AC que contenga to-
das las tareas en las que se descompone la tarea principal. Establece que se han de buscar los
padres de las tareas que actu´an de ra´ız de los sub–a´rboles encontrados por la anterior regla e ir
recorriendo el a´rbol de abajo hacia arriba hasta llegar a la ra´ız principal del a´rbol, agrupando
cada porcio´n del a´rbol en un AC que contenga los AC situados ma´s abajo.
Figura 4.12: Creacio´n de un Componente Individual Abstracto AIC derivado de la estructura
del modelo de tareas.
4.8.2.5. Seleccio´n de Componentes Abstractos Individuales
Las tareas hoja de los a´rboles CTT tienen asociado un objeto de interaccio´n abstracto que tiene
dos atributos: actionType y actionItem. Segu´n sea la configuracio´n de estos atributos dara´ lugar
a un facet que se asociara´ al AIC que corresponde a la tarea (esta correspondencia se establece
en la anterior transformacio´n). En la tabla 4.1 se muestran las posibles configuraciones de los
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objetos de interaccio´n abstractos y los facets a los que dan lugar en esta transformacio´n.
Regla 3. Por cada AIC asociado a una tarea, si la tarea tiene establecida una relacio´n de tra-
zabilidad a un me´todo, (actionType=Start/Go), se asigna un Facet al AIC, que active el me´todo.
Figura 4.13: Creacio´n de Facets para AICs derivado de la estructura del tipo de accio´n de tarea.
4.8.2.6. Disposicio´n Espacio–Temporal de Objetos de Interaccio´n Abstractos
Regla 4. Si existen dos tareas en el mismo nivel (hermanas) secuenciales (de tipo ‘>>’ ) y estas
tareas tienen asignado un AIC, crear una relacio´n de tipo ‘Abstract Adjacency’ entre los AIOs
correspondientes.
Figura 4.14: Creacio´n de adyacencia entre AIOs derivada de relaciones temporales de secuencia-
lizaco´n.
4.8.2.7. Definicio´n de Control de Dia´logo Abstracto (ADC)
Regla 5. Por cada pareja de tareas hermanas que tengan asignados AIC y que este´n unidos
por una relacio´n temporal, crear una relacio´n temporal entre los AIC que las contienen con
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la misma sema´ntica que la relacio´n temporal que las une en el modelo de tareas (definir una
relacio´n Dialog Control entre esos dos AICs).
Figura 4.15: Creacio´n de Dialog Control derivado del modelo de tareas.
4.8.2.8. Derivacio´n de AUI a relaciones de dominios
Regla 6. Por cada tarea que manipula (manipulates) un me´todo, el AIC que la representa
desencadena/ejecuta (triggers) el me´todo.
Figura 4.16: Ejecucio´n de mtodo derivado del mapeo entre modelo de tareas y modelo de dominio.
Regla 7. Si dos tareas hermanas manipulan el mismo atributo, la relacio´n temporal entre ellas
es de tipo Activacio´nConPasoDeInformacio´n ‘[] >>’, y adema´s cada una de estas tareas ha sido
mapeada en un AIC, se establece una doble relacio´n Observa Observes entre el primer AIC y
el correspondiente atributo, y ua relacio´n Observa Observes entre el segundo AIC y el mismo
atributo.
Regla 8. Si dos tareas hermanas unidas por una relacio´n ‘manipulates’ con el mismo atributo,
y estas tareas, en el modelo de tareas, esta´n unidas por una relacio´n temporal de tipo Concu-
rrenciaConPasoDeInformacio´n ‘|[]|’, y adema´s cada una de estas tareas ha sido mapeada en un
AIC, se establece una doble relacio´n updates y observes entre los dos AICs y el atributo que
esta´ mapeado a las tareas.
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Figura 4.17: Derivacio´n de relaciones Updates y Observes a partir de Activacio´nConPasoDeIn-
formacio´n ‘[] >>’.
4.8.2.9. Transformacio´n de AC (Abstract Container) a GC (Graphical Container)
(reificacio´n)
Regla 9. Cada Abstract Container (AC) que esta´ en el primer nivel de la jerarqu´ıa del a´rbol
se reifica (transforma) en una ventana. Observar que un AC es siempre reificado en una caja
del nivel concreto. Consiste en obtener el tipo de contenedor gra´fico que le corresponde a cada
abstraccio´n. Este proceso de reificacio´n (cosificacio´n) presenta la dificultad de definir que´ con-
tencio´n exacta corresponde a cada elemento gra´fico de la interfaz final. Generalmente el AC que
presente ma´s contencio´n sera´ Window y los AC contenidos sera´n Box. Para la aplicacio´n de
esta transformacio´n se requiere retroalimentacio´n del a´rbol de tareas. Concretamente todas las
tareas abstractas que este´n en el nivel 1 del a´rbol (hijas de la ra´ız principal), no sean hojas y
su AC asociado tenga otros AC contenidos dara´ lugar a un Window. Si el a´rbol de tareas solo
tiene dos niveles (una ra´ız y varias hojas como hijas) la transformacio´n es directa.
Regla 10. Cada Abstract Container (AC) contenido en un AC que es reificado (relacio´n isRei-
fiedBy) en una ventana es transformado en un a´rea de contenido del tipo horizontal: Box dentro
de la ventana.
4.8.2.10. Seleccio´n de GIC (Graphical Individual Components)
Regla 11. Cada Facet de tipo Input de un AIC da lugar a un GIC de tipo EditableTextCompo-
nent (TextBox). Se identifican los elementos gra´ficos, o widgets, (textBox, comboBox, Button,
etc.) que son apropiados segu´n los distintos tipos de facets (ver 4.1) que se pueden encontrar
en el modelo de interfaz abstracto. A un facet de tipo Input y Element se le asociara´ un widget
TextComponent, mientras que a uno de tipo Output y Collection le correspondera´ un widget
ComboBox.
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Figura 4.18: Derivacio´n de relaciones Updates y Observes a partir de ConcurrenciaConPaso-
DeInformacio´n ‘|[]|’.
4.8.2.11. Disposicio´n de Componentes Individuales Concretos. Obtencio´n de GIC
(Graphical Individual Components)
Regla 12. Por cada pareja de AIC relacionados por medio de ‘AbstractAdjacency’ y reifica-
dos en GIC, generar una relacio´n ‘ConcreteAdjacency’ entre los GICs. Con la informacio´n que
aportan las relaciones ‘AbstractAdjacency’ que existen entre los AIC, se establecen las relaciones
‘Graphical Transition’ correspondientes entre los GIC reificados a partir de los AIC.
4.8.2.12. Definicio´n de la Navegacio´n. (Efecto de la reificacio´n de AC en Concre-
teContainers)
Regla 13. Para cada contenedor relacionado con otro contenedor, en distintas ventanas, crear
un boto´n en el contenedor fuente que apunta a la ventana que tiene el contenedor destino. En
este paso se obtiene el flujo de navegacio´n que habra´ entre contenedores que este´n en distintos
Windows, con el fin de establecer el orden correcto de aparicio´n de los Windows.
4.8.2.13. Definicio´n del Dia´logo de Control Concreto. (Especificacio´n del flujo de
control entre distintos objetos de interaccio´n)
Regla 14. Por cada pareja de AC con una relacio´n AUIDialogControl, trasponer esta relacio´n
a la pareja de contenedores concretos (Graphical Containers) que reifican a la pareja de AC.
Se buscan las correspondencias entre las relaciones Dialog Control abstractas y las propias del
nivel concreto.
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Figura 4.19: Creacio´n de ventana a partir de relaciones de contencio´n.
Figura 4.20: Creacio´n de estructura de ventana a partir de sus AC.
4.8.2.14. Obtencio´n de CUI a partir de las relaciones de dominio
Regla 15. Por cada AIC que establezca una relacio´n Updates con algu´n elemento del dominio
(attribute), si un GIC reifica este AIC, entonces este GIC tambie´n establece la relacio´n ‘Upda-
tes’ a ese mismo elemento de dominio (attribute). Se replican las relaciones triggers que se han
establecido en el nivel abstracto en sus correspondencias concretas.
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Figura 4.21: Creacio´n de componentes gra´ficos a partir de sus facets.
Figura 4.22: Creacio´n de relacio´nes ‘ConcreteAdjacency’ y ‘Graphical Transition’.
Figura 4.23: Definicio´n de la navegacio´n en distintos contenedores.
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Figura 4.24: Definicio´n del dia´logo concreto.
Figura 4.25: Creacio´n de la relacio´n ‘Updates’.
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Cap´ıtulo 5
Validacio´n de la propuesta
mediante Caso de Estudio
En este cap´ıtulo se presenta la descripcio´n del proceso de desarrollo de la interfaz de usuario
para un caso de estudio en concreto. Para tal fin se aborda como caso de estudio un sistema para
la reserva de un viaje ae´reo y su respectiva compra. Se trata de un caso de estudio de media
complejidad para facilitar la comprensio´n; pero tambie´n amplio como para mostrar la propuesta
de desarrollo que persigue este trabajo de grado.
5.1. Enunciado Caso de Estudio
Este caso de estudio esta´ basado en una situacio´n comu´n que se presenta a la hora de reservar
y comprar un viaje ae´reo. Las caracter´ısticas de esta situacio´n permiten aplicar un modelo de
negocio sobre la herramienta propuesta, con el fin de estudiar los resultados obtenidos y validar
el presente trabajo de grado. Una reserva de un viaje ae´reo puede tener diversos puntos de
partida, distintos lugares de destino y, tambie´n, diferentes precios. Un asesor de viajes puede
sugerir, a un viajero interesado, una ruta con escalas o sin ellas. Dependiendo de esta seleccio´n
el valor del tiquete podr´ıa verse afectado.
Para casos como e´ste y similares, no es realista que se desarrolle un sistema completo con estas
caracter´ısticas para una agencia de viajes, esto puede resultar bastante costoso existiendo mu-
chos productos comerciales a disposicio´n en el mercado. Sin embargo, los productos del mercado
por lo general son bastante complejos y el personal debe recibir capacitacio´n antes de que pueda
realizar alguna tarea u operacio´n sobre ese sistema. Para este caso de estudio se ha simplificado
el modelo de negocio para minimizar la especificacio´n. Por ejemplo, ignorar que las reservas y
compras de un viaje pueden realizarse en l´ınea; ignorar el chequeo de la disponibilidad de vuelos;
no contemplar el equipaje aforado en bodega, el tipo de comida solicitado durante el trayecto; etc.
Dado lo anterior, los procesos ma´s importantes de este tipo de negocio, podr´ıan identificarse a
continuacio´n:
Reservar viaje.
Ingresar informacio´n: origen y destino.
Seleccionar opciones.
Facturar.
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A continuacio´n se presenta el desarrollo del caso de estudio siguiendo el enfoque MBUID (ver
2.1.3). Es importante mencionar que el desarrollo del caso de estudio se centra en el proceso
‘Reservar Viaje’. Primero se empezara´ modelando el diagrama CTT y el dominio del sistema,
para despue´s ir obteniendo productos intermedios (diagrama de transformacio´n; interfaces AUI
y CUI ) y finales (FUI ).
5.2. Disen˜o de la Interaccio´n
Diagrama CTT. Task Model. Un modelo de tareas describe un ordenamiento lo´gico y temporal
de las tareas que son realizadas por los usuarios en la interaccio´n con un sistema. Especifica
las principales tareas que se desarrollan en el negocio (entie´ndase organizacio´n). Un modelo de
tareas describe tanto las tareas actuales de los usuarios como la forma en que se pueden realizar
en el futuro. Los elementos individuales en un modelo de tareas representan las acciones espec´ıfi-
cas que el usuario puede llevar a cabo. Para cada accio´n o tarea habitualmente se especif´ıca la
siguiente informacio´n: meta de la tarea, opciones que permiten alcanzar el objetivo, resultado
de la tarea, efectos secundarios o riesgos, frecuencia, duracio´n, flexibilidad, exigencias f´ısicas y
mentales, dependencias, seguridad o cuestiones ambientales, etc.[26].
En este nivel, para representar la descomposicio´n de las tareas, se usan los modelos de tareas
CTT, ya que son muy apropiados para el disen˜o de interfaces usables[63]. La descomposicio´n de
tareas en subtareas de menor dificultad es el modo habitual de manejo de la complejidad que
emplean los seres humanos en su trabajo.
Aunque la mayor´ıa de las actividades son de tipo individual se supone que son actividades en las
que existe una interaccio´n con los clientes; sin embargo, solo se modela la interaccio´n entre los
usuarios del sistema. Muchas veces los usuarios desean ejecutar las tareas en un orden diferente,
en el nivel de negocio se debe establecer un modelo que represente todas las posibles secuencias
lo´gicas que sera´n llevadas a cabo dentro del dominio del sistema. Las tareas se describen de forma
general y con independencia de la tecnolog´ıa con la que se implemente la solucio´n. En la figura
5.1 se observa el diagrama CTT que modela la tarea de un agente de viajes ‘Reservar Viaje’. En
esta tarea el agente de viajes debe ingresar la informacio´n de origen del viaje, considerando la
fecha de partida. Una vez se completen estas tareas, la siguente tarea es ingresar la informacio´n
de destino. Una vez se hayan completado estas tareas previas, debe indica´rsele al sistema que
despligue las distintas opciones disponibles para el trayecto deseado. Una vez el sistema muestre
las opciones disponibles, el agente de viaje debe seleccionar, bien sea, la opcio´n de mostrar por
precio o la opcio´n de mostrar por duracio´n del trayecto. Una vez que se haya elegido la opcio´n
deseada por el cliente, el agente de viaje realiza la tarea de facturar la compra.
5.3. Disen˜o del modelo de Dominio
Es necesario definir el modelo de la informacio´n del dominio de una forma que sea independien-
te de co´mo es utilizada por la interfaz. Este modelo es independiente de la representacio´n de
los datos que son almacenados en el sistema, aunque esta´n relacionados. Se corresponde con el
modelo de datos del sistema, que representa clases, atributos, me´todos, objetos y relaciones del
dominio, de manera que permite relacionar cada tarea presente en el Modelo de Tareas (ver 5.1)
con los datos del sistema.
La figura 5.2 representa el modelo de dominio para el caso de estudio propuesto. Cada entidad
corresponde a una coleccio´n de registros del mismo tipo. La entidad Reserva contiene un registro
por cada reserva que se puede encontrar en el sistema. Al igual que la entidad Vuelo que tiene un
registro por cada uno de los vuelos programados y realizados por las diferentes aerol´ıneas. Cada
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Figura 5.1: Diagrama CTT para tarea ReservarViaje
Reserva puede estar compuesta de varios Vuelos. Igualmente, cada Reserva es una coleccio´n de
Viajes que ha podido realizar un Viajero al cual se le han Facturado.
El modelo de dominio se ha creado con la herramienta CIAT.TDMBUID al igual que los dema´s
diagramas presentados en este trabajo.
Al finalizar el modelado de dominio y el modelado de las tareas se deben relacionar las tareas
con los objetos que se manejan durante la interaccio´n.
Figura 5.2: Representacio´n del Dominio para caso de estudio propuesto
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5.4. Disen˜o del modelo de Mapping
En el desarrollo de aplicaciones interactivas, es ma´s importante comenzar por la identificacio´n
de tareas y, a continuacio´n, los objetos relacionados. Una vez que se define el modelo de tareas se
deben relacionar los objetos manipulados por la interfaz de usuario. En la Figura 5.3 se presenta
el modelo de Mapping para la tarea de dominio ReservarViaje. Se puede observar el modo en
que se relacionan, mediante lo que se ha denominado ‘relaciones de trazabilidad’, las tareas con
los conceptos del modelo de dominio.
El modelo de Mapping estudia co´mo la parte interactiva del sistema se relaciona con toda la
informacio´n del dominio. La interfaz de usuario manipulara´ ciertos objetos del dominio, por
tanto, entre las tareas (del modelo CTT ver figura 5.1) y la informacio´n (representada mediante
el modelo de dominio ver figura 5.2) se establecera´n relaciones de trazabilidad. La figura 5.3
contiene el mapeo completo establecido para la tarea ‘ReservarViaje’. Por ejemplo: la sub–tarea
‘IngresarLugarOrigen’ se asocia al campo ‘Origen’ de la clase ‘Viaje’, este v´ınculo se establece
para relacionar dentro del disen˜o de la interfaz el componente gra´fico y el modelo de dominio.
Desde el punto de vista de la interfaz, la ejecucio´n de una tarea requerira´ que se lleven a cabo
una serie de acciones sobre los elementos de la interfaz, por ejemplo, un campo de texto puede
ser le´ıdo o modificado, una funcio´n del sistema puede ser representada por un boto´n u otro
elemento. De esta forma se agregan nuevas funciones, me´todos, en el modelo de dominio del
sistema; esto se puede observar en la tarea ‘FinalizarCompra’ la cual requiere el soporte del
me´todo ‘RealizarCompra’ de la clase ‘Viaje’ como se ilustra en la figura 5.3.
Figura 5.3: Modelo de Mapping para la tarea ReservarViaje
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La configuracio´n de las acciones que llevan a cabo las tareas ‘IngresarLugarOrigen’, ‘MostrarID-
Vuelo1’, ‘finalizarCompra1’ se muestra en la figura 5.4. Esta configuracio´n se ha de realizar en
este nivel de abstraccio´n para que, posteriormente, se puedan obtener los elementos que forman
el modelo de interfaz abstracta. Para la tarea ‘IngresarLugarOrigen’ se requiere que la interfaz
de usuario permita seleccionar un lugar como un u´nico elemento ‘(Element, Select)’. Para la
tarea ‘MostrarIDVuelo1’ se requiere que la interfaz de usuario permita ver una identificacio´n del
vuelo como un u´nico elemento ‘(Element, View)’. Finalmente, para la tarea ‘finalizarCompra1’
se requiere que la interfaz de usuario permita activar un me´todo mediante un componente de la
interfaz ‘(Operation, Start Go)’.
Figura 5.4: Configuracio´n de tareas del modelo CTT de acuerdo a la accio´n que llevan a cabo
sobre el modelo de domino.
De esta forma el modelo de interaccio´n representa el mapping que existe entre las tareas y los
datos que son necesarios para soportar dichas tareas. Adema´s, representa el v´ınculo encargado de
establecer la conexio´n entre el desarrollo de la interfaz de usuario y la funcionalidad del sistema
y representa la definicio´n de mu´ltiples facetas que pueden ser utilizadas para la especificacio´n de
los componentes de la interfaz de usuario[26]. Se ha mostrado como el modelo de mapeo creado
en esta etapa representa la relacio´n existente entre las tareas y los datos que e´stas manejan. Este
modelo establece el v´ınculo encargado de conectar la interfaz de usuario con la funcionalidad
del sistema.
5.5. Obtencio´n de la Interfaz de Usuario Abstracta
Una vez que se han definido los anteriores modelos para el caso de estudio se procede a realizar
la transformacio´n de modelo a modelo. El resultado de esta accio´n se aprecia en la figura 5.5.
Se puede observar que el contenedor abstracto ReservarViaje fue propuesto a partir de la tarea
abstracta (en el modelo de tareas CTT) del mismo nombre, aplicando la regla de transformacio´n
ver 4.8.2.4 Regla 1. Una vez identificado el AC ReservarViaje se genero´ el AC IngresarInfoO-
rigen a partir de la tarea asbtracta de su mismo nombre, ver figura 5.1 aplicando la regla de
transformacio´n ver 4.8.2.4 Regla 2. Las reglas de transformacio´n 4 y 5 (ver 4.8.2.6 y 4.8.2.7 res-
pectivamente) se aplicaron para lograr las relaciones de dia´logo y adyacencia entre los AIOs. De
esta manera se entrega parte del control y navegacio´n entre los distintos componentes presentes
en la generacio´n de la Interfaz de Usuario Abstracta.
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Figura 5.5: Interfaz Abstracta de Usuario: ReservarViaje.
5.6. Obtencio´n de la Interfaz de Usuario Concreta
La obtencio´n de cada ventana presente, espec´ıficamente, en este caso de estudio, se dio a partir de
la aplicacio´n de la regla 9 (ver regla 4.8.2.9). Una vez se obtienen las ventanas, cada componente
concreto, presente en este ejemplo, se obtiene a partir de la regla de transformacio´n 11 (ver
4.8.2.10).
Figura 5.6: Interfaz Concreta de Usuario: ReservarViaje.
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Cap´ıtulo 6
Conclusiones y Trabajo Futuro
6.1. Conclusiones
El objetivo general de este trabajo (ver 1.3.1) es desarrollar un metamodelo que apoye la he-
rramienta CIAT.TDMBUID. Para ello se han estudiado los trabajos previos[26],[25],[22],[16]. El
estudio realizado ha permitido generar una nueva versio´n, no solo del metamodelo sino, tam-
bie´n, de la herramienta. Esta herramienta genera la Interfaz de Usuario en co´digo XAML y la
representacio´n interna de los modelos esta´ implementada en UsiXML[83].
La realizacio´n de este trabajo dota al desarrollador de sistemas software de una herramienta para
la generacio´n automa´tica de interfaces gra´ficas de usuario, basada no solo en el conocimiento de
los datos manejados en el negocio, sino en la manera y orden en que se ejecutan las tareas que
manipulan esos datos, obteniendo una especificacio´n detallada de la interfaz gra´fica y aportando
a los desarrolladores de software el modelo de datos y el modelo de tareas.
Este trabajo ha desarrollado la especificacio´n de un metamodelo con el fin de apoyar y exten-
der la propuesta TD–MBUID [26], con el propo´sito de integrar distintas notaciones, tanto en la
sintaxis abstracta como en la sintaxis concreta, de manera que al ejecutar el nuevo editor de
diagramas y modelos (herramienta ciat.tdmbuid) el usuario desarrollador encuentre a su disposi-
cio´n las herramientas y diagramas requeridos para expresar la estructura en datos de un negocio
y su modelo de ejecucio´n y realizacio´n de tareas con el propo´sito de contribuir a la generacio´n
de interfaces gra´ficas de usuario a partir de la generacio´n y transformacio´n de modelos. Este
trabajo hace uso intensivo de metamodelado, de la propuesta de Limbourg[42] y de la propuesta
de Giraldo[26]. En las anteriores propuestas se plantea el esquema de generacio´n y obtencio´n
de Interfaces de Usuario Finales. Este trabajo ha seguido ese planteamiento y ha reunido en
un metamodelo las distintas notaciones (CIAN[85] y UML[58]) y lenguajes (usiXML[83]). En
este trabajo se conformo´ la nueva sintaxis abstracta (ver seccio´n 4.1) y sintaxis concreta del
lenguaje y la herramienta CIAT.TDMBUID (ver secciones 4.4,4.5,4.6) teniendo en cuenta la
incorporacio´n del diagrama de transformacio´n dando cumplimiento al objetivo 1.3.2.1.
La especificacio´n de la sintaxis concreta fue ardua pues, como se considera en [29], solo dis-
poner de un editor en forma de a´rbol o sino directamente la sintaxis de XML, convierte este
proceso de especificacio´n en una tarea dispendiosa. Sin dejar de mencionar que cualquier cam-
bio realizado a la sintaxis abstracta debe verse reflejado en la sintaxis concreta, haciendo estos
cambios/actualizaciones bastantes dif´ıciles de editar.
El aporte de este trabajo de grado es proponer un sistema de transformaciones entre modelos,
es decir, una vez que se hayan definido modelos de tareas y modelos de datos, junto con modelos
de trazabalidad, el usuario pueda seleccionar el algoritmo deseado para realizar la transforma-
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cio´n a partir de la referencia a sus diagramas. Esta propuesta de transformaciones incluye los
algoritmos de Limbourg[42] y de Luyten[46]. La intencio´n de este nuevo diagrama es comunicar
que transformacio´n se aborda en el diagrama. Este diagrama contiene, por dentro, referencias a
otros tipos de diagramas. El concepto del diagrama de transformacio´n es usar referencias hacia
los dema´s diagramas.
Tambie´n en este trabajo de grado se realiza aporte sobre la sintaxis abstracta y sintaxis gra´fica
del marco conceptual de la notacio´n CIAN[51]. Este aporte consiste en presentar cinco nuevas
tareas sobre el Modelado de la interaccio´n (simple cooperativa, nueva cooperativa, simple indi-
vidual, nueva individual e Individual Interaction (interactive)).
6.2. Trabajo Futuro
Una futura l´ınea de investigacio´n podr´ıa ser encontrar una solucio´n a la navegacio´n entre pan-
tallas resultantes (Adicionar Control de Dia´logo) y poder establecer un me´todo para lograrlo
ser´ıa una importante contribucio´n.
Ampliar la generacio´n de FUI en otros lenguajes de programacio´n.
Adicionar a la transformacio´n la creacio´n de la trazabilidad para los dema´s operadores tempo-
rales distintos de AggregationTransition y EnablingTransition.
Poder aplicar recursividad al algoritmo de transformacio´n para que pueda estar capacitado pa-
ra tomar una decisio´n de cua´l es la tarea padre: Maintask si el diagrama CTT no la trae definida.
En el metamodelo de CIAT.TDMBUID debe implementarse una funcio´n de remapping. Podr´ıa
considerarse establecer nuevas relaciones a nivel abstracto, y tambie´n concreto, que soporten el
remapping tanto en el metamodelo como en la herramienta.
Realizar la transformacio´n de modelo a co´digo (M2T) para poder obtener la interfaz final de
usuario (FUI), dado que en este trabajo se elaboro´ el algoritmo pero no se logro´ obtener el
resultado deseado.
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Anexos A
Metamodelo CIAT.TDMBUID
A.1. Paquete Model Management
El paquete ‘Model Management’ tiene como objetivo la definicio´n de las metaclases necesa-
rias para la gestio´n de los modelos y los elementos de modelo. Desde el punto de vista de la
organizacio´n de los elementos de modelado, la principal metaclase es la de ‘Namespace’. Esta
metaclase tiene como objetivo la definicio´n de una estructura de datos jera´rquica para identificar
la ubicacio´n exacta de cada abstraccio´n dentro de un modelo. El nombre de una abstraccio´n
(elemento de modelo) dentro del modelo se genera combinando su nombre (atributo ‘name’ de
‘ModelElement’ ) con la cadena construida jera´rquicamente por medio de combinaciones de ‘Na-
mespace’. Dicha cadena se genera por medio del atributo ‘name’ heredado de ‘ModelElement’.
En te´rminos generales, todo elemento de modelo que se crea en un modelo es propiedad de un
‘Namespace’. Para el caso de las metaclases ‘ElementReference’ y ‘ElementOwnership’ se hizo
una variacio´n en el metamodelo. Estas metaclases soportan las referencias y la visibilidad entre
espacios de nombres. El principal uso de estas metaclases es la de gestionar la organizacio´n de
elementos de modelado.
Figura A.1: Modelo CIAT.TDMBUID
La clase ‘System’ (ver A.1) se define en este nivel (ra´ız) para efectos de organizacio´n de los
modelos EMF[81]. De esta forma, cada que se inicia un modelo se obliga al desarrollador (di-
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sen˜ador) a definir primero la informacio´n principal del sistema que se disen˜a. A partir de la clase
‘System’ se inicia la instanciacio´n de los dema´s elementos de modelado que se requieran para
completar el sistema.
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Figura A.2: Gestio´n de Diagramas. Paquete Model Management.
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A.2. Modelo de Dominio
El paquete ‘backbone’ define las metaclases para describir el modelo de dominio. Los objetos
pueden describir tanto sus atributos como sus operaciones y definir sus respectivas cardinalida-
des, al igual que las relaciones entre las clases.
La metaclase ma´s ba´sica dentro del metamodelo es ‘Element’. Por medio de esta metaclase se
puede identificar cada una de las abstracciones que participan en un modelo por medio de un
identificador u´nico. La siguiente metaclase en importancia, desde el punto de vista de la orga-
nizacio´n e identificacio´n de abstracciones, es la metaclase ‘ModelElement’. Un ‘ModelElement’
es un elemento que es una abstraccio´n procedente del sistema que esta´ siendo modelado. A
partir de esta metaclase se definen todas las caracter´ısticas que son comunes a los elementos de
modelado dentro de UML. El principal atributo de ‘ModelElement’ es ‘name’ para dar nombre
a cada abstraccio´n.
Un ‘Classifier’ tiene caracter´ısticas tanto estructurales como dina´micas, de ah´ı que su principal
metaclase sea ‘Class’.
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Figura A.3: Paquete backbone. Modelo de Dominio para el editor implementado
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A.3. Modelo CIAN.core
La metaclase ‘Task’ es la principal abstraccio´n para el modelado de la actividad en CIAN, por
esta razo´n posee la mayor cantidad de atributos y referencias que son t´ıpicas de este tipo de mo-
delado. Las interdependencias entre tareas son en principio del mismo tipo que en los diagramas
CTT, identificadas por medio de la enumeracin ‘Operator’. Cabe anotar que todas estas clases
son del tipo ‘ModelElement’, por lo tanto, cada una de estas metaclases esta´n en la posibilidad
de pertenecer a un modelo.
La metaclase ‘WorkProduct’ se define para generalizar las distintas abstracciones que forman
parte de la entrada o salida de una tarea. La metaclase ‘People’ se define para generalizar todas
las abstracciones asociadas a personas, roles o sistemas que participan en una tarea. La meta-
clase ‘Tool’ son los sistemas o herramientas que soportan las tareas. Las metaclases ‘Initial’ y
‘Final’ son definidas para describir las tareas de inicio y parada de los diagramas de Inter-Accio´n.
Estas metaclases aunque tengan igual representacio´n visual que en los diagramas de actividad
representan abstracciones distintas. La metaclase ‘Task’ tiene un conjunto de relaciones que
facilitan la navegacio´n de los modelos a la hora de proveer servicios a los desarrolladores. Por
ejemplo: las relaciones ‘next’ y ‘previous’ identifican las tareas que esta´n ubicadas de forma
consecutiva, a pesar de que, la metaclase para relacionar las tareas es ‘Interdependency’. En una
transformacio´n es ma´s simple acceder a estas relaciones para identificar una tarea que buscar
en todas las interdependencias.
Del mismo modo, las relaciones ‘father’ y ‘subtask’ facilitan la identificacio´n jera´rquica de las
tareas de padre a hijo y viceversa.
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Figura A.4: Paquete CIAN.core
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A.4. Paquete CTT
Este paquete define las tareas de tipo CTT y los tipos de datos de configuracio´n de los distintos
tipos de tareas CTT. Define las metaclases para el modelado de las tareas CTT y sus relaciones.
Figura A.5: Paquete CTT.
En la figura A.6 se observa que el paquete ‘CIAN.Concrete.CTT’ tiene las definiciones ba´sicas
para implementar la sintaxis concreta de CTT.
A.5. Paquete AUI
Define las metaclases para describir la Interfaz de Usuario Abstracta. Se destaca el clasificador
‘Facet’ que se encarga de soportar distintos tipos de interaccio´n entre los componentes indi-
viduales abstractos y los usuarios. Por medio de este clasificador se implementan los objetos
de interaccio´n abstractos. Cada componente individual abstracto tiene la posibilidad de tener
asociado mu´ltiples facetas (‘Facet’ ). De esta forma se puede capturar la informacio´n necesaria
para soportar diversas interacciones asociadas a un mismo componente de la interfaz de usuario.
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Figura A.6: Tipos de Tareas CTT.
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Figura A.7: Modelo AUI para el editor implementado
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A.6. Paquete CUI
En este paquete se definen tanto los componentes concretos como las relaciones que intervienen
en dichos diagramas de la interfaz de usuario.
Figura A.8: Paquete CUI para el editor implementado.
A.7. Paquete Mapping
El paquete ‘Mapping’ define las metaclases necesarias para describir las relaciones de mapping
que permiten estructurar la informacio´n que hace posible la trazabilidad entre modelos. Esta
trazabilidad provee la informacio´n necesaria para soportar el patro´n Modelo–Vista–Controlador
que se implementa entre componentes de la interfaz de usuario y objetos de la aplicacio´n.
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Figura A.9: Paquete Mapping
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A.8. Paquete TransformationManagement
La intencio´n del paquete de transformacio´n es poder gestionar las transformaciones entre mo-
delos. La clase ‘System’ (ver A.10) se define en este nivel (ra´ız) para efectos de organizacio´n
de los modelos EMF[81]. A partir de la clase ‘System’ se inicia la instanciacio´n de los dema´s
elementos de modelado que se requieran para completar el modelo de transformacio´n.
Figura A.10: Modelo de Gestio´n de Transformaciones para CIAT.TDMBUID
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Figura A.11: Modelo de Contencio´n para Transformaciones
Figura A.12: Modelo de Transformacio´n
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Figura A.13: Modelo de Transformacio´n de Elementos
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