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Seznam uporabljenih kratic 
Kratice Opis 
ABP Activation by Personalization 
ADR Adaptive Data Rate 
API Key Application Programming Interface Key (ključ programskega vmesnika) 
ATT Attribute Protocol (atributni protokol) 
BLE Bluetooth Low Energy (nizkoenergijski Bluetooth) 
BT Bluetooth 
CoAP Constrained Application Protocol (omejeni aplikacijski protokol) 
DSRC Dedicated short range communication 
ETSI European Telecommunications Standards Institute (Evropski inštitut za 
telekomunikacijske standarde) 
EUI Extended Unique Identifier (razširjen unikatni identifikator) 
FSK Frequency-shift Keying modulation (frekvenčna modulacija) 
GAP Generic Access Profile  
GATT Generic Attribute Profile 
GPS Global Positioning System (Globalni sistem pozicioniranja) 
GW Gateway (usmerjevalnik) 
HTTP Hypertext Transfer Protocol (komunikacijski protokol) 
I2C Inter-Integrated Circuit (serijska podatkovna povezava) 
IoT Internet of Things (internet stvari) 
IP Internet Protocol (internetni protokol) 
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ISM Industrial, Scientific, and Medical radio bands 
ITS Intelligent Transport Systems (inteligentni transportni sistem) 
ITS-G5 Intelligent Transport Systems operating in the 5 GHz 
LoRa Long Range Radio 
LoRaWAN Low Power Wide Area Network 
LTE Long-Term Evolution (mobilna tehnologija) 
M2M Machine-to-machine (komunikacija med napravami) 
MAC Media Access Control (krmiljenje dostopa do medija) 
MQTT Message Queuing Telemetry Transport 
QoS Quality of Service (kakovost storitve) 
RFID Radio-frequency identification (radio frekvenčni identifikator) 
RSU Roadside Unit 
SBC Single Board Computer 
SIG Bluetooth Special Interest Group 
SPI Serial Peripheral Interface (serijska podatkovna povezava) 
TCP Transmission Control Protocol (protokol za nadzor prenosa) 
UDP User Datagram Protocol (uporabniški datagram protokol) 
URL Universal Resource Locator (enotni naslov vira) 






V diplomskem delu je opisan postopek izbiranja komponent in razvoja 
programske kode za napravo Roadside Unit (RSU), ki je last družbe SES – Société 
Européenne des Satellites (evropska družba za satelite). RSU je elektronska naprava, 
ki z uporabo najsodobnejših tehnologij brezžično povezuje vozila in okolico. 
V uvodnem delu sta opisani ideja projekta in raziskava najsodobnejših 
tehnologij, ki so bile uporabljene v projektu. Opisan je tudi standard ITS-G5, ki se 
mora upoštevati pri izdelavi naprav za ITS. Nato sledita obrazložitev in opis vseh 
izbranih komponent naprave RSU in implementacije celotnega sistema. V 
nadaljevanju sta opisana namestitev vseh programskih komponent in razvoj 
programske kode za RSU. Sledi še prikaz delovanja naprave RSU in celotnega sistema. 
V zaključku je navedenih nekaj idej za možno nadgradnjo sistema. 
 
 
Ključne besede: Roadside Unit (RSU), MQTT, LoRaWAN, BLE, Python, 





The thesis describes the process of selecting components and developing a code 
for the Roadside Unit (RSU) owned by SES – Société Européenne des Satellites. RSU 
is an electronic device that wirelessly connects vehicles and their surroundings using 
state-of-the-art technologies. 
The introductory part describes the idea of the project and the study of state-of-
the-art technologies used in the project. The ITS-G5 standard is also described, which 
must be taken into account in the production of ITS devices. Then the explanation and 
description of all selected RSU components and the implementation of the entire 
system follows. We continue with the description of the installation of all programme 
components and the description of the RSU code development. This is followed by the 
demonstration of the RSU device and the entire system in action. In conclusion, there 
are some ideas for possible upgrades of the system. 
 
Key words: Roadside Unit (RSU), MQTT, LoRaWAN, BLE, Python, 
Raspberry Pi 3, LoPy, DHT-22 
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1  Uvod 
1.1  Ideja projekta 
Roadside unit oz. RSU je fiksna komunikacijska naprava, ki brezžično povezuje 
premikajoča se in parkirana vozila. Ta povezava se uporablja za izmenjavo informacij 
med vozili in napravo RSU. Informacije so podatki, kot so stanje cestišča, senzorski 
podatki vozila, prometne informacije, avdio in video posnetki, aplikacije, posodobitve 
programske opreme, posodobitve zemljevida itd. 
 
Slika 1.1: Komunikacija naprave RSU z vozili [1] 
Naprava RSU mora med komunikacijo z vozili v ozadju komunicirati tudi s 
storitvijo v oblaku, iz katere dobiva različne informacije in ji nazaj pošilja svoje 
podatke. Vzdolž ceste se lahko postavi večje število naprav RSU. 
En primer uporabe je, da naprave RSU komunicirajo med seboj in s storitvijo v 
oblaku. V drugem primeru uporabe, ki ga bomo zaradi enostavnosti predstavili v tem 
projektu, komunikacija poteka samo med napravo RSU in storitvijo v oblaku. 
Glavna naloga naprave RSU je, da brezžično komunicira s senzorji in vozili, 
brezžično sprejema podatke od senzorjev z uporabo najsodobnejših (state-of-the-art) 
tehnologij in jih prek satelita pošilja v storitev v oblaku (cloud service). Naprava RSU 
mora tudi brati svojo lokacijo GPS in jo pošiljati na storitev v oblaku. Prepoznati mora 
tudi prisotnost pooblaščene osebe oz. naprave z uporabo komunikacije BLE, LTE ali 
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RFID. Po potrebi mora tudi pošiljati vse podatke senzorjev in svojo GPS lokacijo v 
vozilo. 
1.2  Raziskava in predstavitev najsodobnejše tehnologije 
1.2.1  Dostopovni sloj (Access Layer) 
ITS-G5 
IEEE 802.11p je bil v Evropi podlaga za standard ITS-G5, ki podpira protokol 
GeoNetworking za komunikacijo med vozili (V2V) in komunikacijo med vozili in 
infrastrukturo (V2I). Standard ITS-G5 in GeoNetworking standardizira skupina 
Evropskega inštituta za telekomunikacijske standarde (ETSI) za inteligentne 
transportne sisteme (ITS). 
IEEE 802.11p je odobrena sprememba standarda IEEE 802.11 za dodajanje 
brezžičnega dostopa v vozilu (WAVE), avtomobilskega komunikacijskega sistema. 
Določa izboljšave za 802.11 (osnova izdelkov, ki se tržijo kot Wi-Fi), potrebne za 
podporo aplikacij inteligentnih transportnih sistemov (ITS). To vključuje izmenjavo 
podatkov med vozili z visoko hitrostjo ter med vozili in infrastrukturo ceste, tako 
imenovano komunikacijo V2X, v licenciranem pasu ITS 5,9 GHz (5,85–5,925 GHz). 
ITS-G5 je dostopovni sloj za ITS. Referenčna arhitektura dostopovnega sloja 
postaje ITS vključuje fizični sloj in sloj podatkovne linije modela OSI. 
Naslednja slika prikazuje frekvenčne razpone, predvideno uporabo, ki jo je treba 
uporabiti za ITS v Evropski uniji. Prav tako prikazuje evropske pasove za namensko 







Slika 1.2: Evropski razpon frekvenc za DSRC [3] 
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1.2.2  Fizični sloj (Physical Layer) 
BLE 
Bluetooth Low Energy (nizkoenergijski Bluetooth, Bluetooth LE, BLE, ki je bil 
prej tržen kot Bluetooth Smart) je brezžično osebno omrežje, ki ga je zasnovala in 
tržila Skupina za posebne interese Bluetooth (SIG) za uporabo v najsodobnejših 
aplikacijah v zdravstvu, fitnesu, svetilstvu, varnosti in industriji domače zabave. BLE 
v primerjavi s klasičnim Bluetoothom znatno zmanjša porabo moči in stroške, hkrati 
pa ohranja podobno komunikacijsko območje. 
BLE ni združljiv s prejšnjim klasičnim protokolom Bluetooth. Specifikacija 
Bluetooth 4.0 omogoča napravam, da implementirajo samo LE oziroma klasični 
sistem ali pa oba. BLE uporablja enako 2,4 GHz radijsko frekvenco kot klasični 
Bluetooth, kar omogoča bimodalnim napravam, da uporabljajo eno radijsko anteno. 
Vendar BLE uporablja enostavnejši modulacijski sistem. 
Skupina Bluetooth SIG vidi številne trge za nizkoenergijsko tehnologijo, zlasti 
v sektorjih pametne hiše, zdravstva, športa in fitnesa. Prednosti tega sistema so na 
primer: 
• nizka poraba energije – naprave »mesece ali leta« delujejo z baterijsko 
celico; 
• majhnost in nizki stroški; 
• združljivost z veliko nameščeno bazo mobilnih telefonov, tabličnih 
računalnikov in računalnikov. [4] 
Slika 1.3: Naprava BLE [5] 
Vse trenutne aplikacije z nizko porabo energije temeljijo na generičnem profilu 
atributov (GATT), splošni specifikaciji za pošiljanje in prejemanje kratkih podatkov 
prek nizkoenergijske povezave. GATT določa način, kako dve napravi BLE prenašata 
podatke med seboj z uporabo konceptov, imenovanih Storitve in Značilnosti. 
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Uporablja generični podatkovni protokol, imenovan atributni protokol (ATT), ki se 
uporablja za shranjevanje storitev, značilnosti in sorodnih podatkov v preprosto 
pregledno tabelo z uporabo 16-bitnih ID za vsak vnos v tabeli. GATT začne delovati, 
ko se vzpostavi namenska povezava med dvema napravama, kar pomeni, da sta že 
prešli skozi oglaševalski proces, ki ga ureja GAP. Pomembna stvar, ki jo je treba 
upoštevati pri GATT in povezavah, je, da so povezave izključne, kar pomeni, da je 
periferno napravo BLE mogoče povezati samo z eno osrednjo napravo (mobilni 
telefon itd.) hkrati. [6] 
1.2.3  Podatkovni sloj (Data Link Layer) 
LoRaWAN 
LoRaWAN je protokol za krmiljenje dostopa do medijev (MAC) za 
širokopasovna omrežja. Zasnovan je za naprave majhnih moči za komuniciranje z 
internetnimi aplikacijami prek brezžičnega omrežja z dolgim dosegom. Implementiran 
je na modulacijah LoRa ali FSK v industrijskih, znanstvenih in medicinskih (ISM) 
radijskih pasovih. Protokole LoRaWAN določa LoRa Alliance in so zapisani v 
specifikaciji LoRaWAN. LoRaWAN v Evropi uporablja 863–870 MHz in 433 MHz 
frekvenčne radijske pasove ISM. [7] 
LoRaWAN definira komunikacijski protokol in sistemsko arhitekturo za 
omrežje, medtem ko LoRa (fizični sloj) omogoča komunikacijsko povezavo na dolge 
razdalje (~ 30 km). LoRaWAN je odgovoren tudi za upravljanje komunikacijskih 
frekvenc, hitrosti prenosa podatkov in napajanja za vse naprave. Naprave v omrežju 
so asinhrone in podatke pošiljajo, kadar so jim na voljo. Podatke, ki jih pošilja končna 
naprava (senzor), lahko sprejema več usmerjevalnikov, ki posredujejo pakete 
podatkov centralnemu omrežnemu strežniku. Omrežni strežnik filtrira podvojene 
pakete, izvaja varnostne preglede in upravlja omrežje. Podatki so nato poslani na 
aplikacijski strežnik. Tehnologija kaže visoko zanesljivost za zmerno obremenitev, 
vendar ima nekaj težav s pošiljanjem potrditev (ACK). [8] 
Specifikacija LoRaWAN določa tri vrste naprav. Vse naprave LoRaWAN 
morajo izvajati razred A, ker sta razred B in razred C razširitvi naprav razreda A: 
• dvosmerne končne naprave (razred A); 
• dvosmerne končne naprave s predvidenimi časovnimi režami za sprejem 
(razred B); 
• dvosmerne končne naprave z maksimalnimi časovnimi režami za sprejem 
(razred C). 
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Komunikacija med končnimi napravami in usmerjevalniki je razširjena na 
različne frekvenčne kanale in hitrosti podatkov. Izbira podatkovne hitrosti je 
kompromis med komunikacijskim dosegom in dolžino trajanja sporočila. Zaradi 
tehnologije širokega spektra se komunikacije z različnimi hitrostmi podatkov ne 
motijo med seboj in ustvarjajo niz »virtualnih« kanalov, ki povečujejo zmogljivost 
usmerjevalnika. Hitrosti podatkov LoRaWAN se gibljejo od 0,3 kbps do 50 kbps. Za 
čim boljšo življenjsko dobo baterije končnih naprav in splošno zmogljivost omrežja 
omrežni strežnik LoRaWAN upravlja s hitrostjo prenosa podatkov in izhodom RF za 
vsako posamezno končno napravo s shemo prilagodljive hitrosti podatkov (ADR). 
Nacionalna omrežja, ki uporabljajo IoT za ključno infrastrukturo, zaupne osebne 
podatke itd., še posebej potrebujejo varno komunikacijo. To je bilo rešeno z več 
plastmi šifriranja: 
• unikaten omrežni ključ (EUI64), ki zagotavlja varnost na ravni omrežja; 
• unikaten aplikacijski ključ (EUI64), ki zagotavlja varnost na ravni aplikacij; 
• ključ za specifično napravo (EUI128). [9] 
Slika 1.4: Primerjava z drugimi omrežji [8] 
1.2.4  Aplikacijski sloj (Application Layer) 
MQTT 
MQTT je zelo enostaven in lahek protokol sporočil, zasnovan za omejene 
naprave in nizko pasovno širino, visoko latenco in nezanesljiva omrežja. Deluje poleg 
protokola TCP/IP. Načela načrtovanja so zmanjšanje pasovne širine omrežja in zahtev 
glede virov naprave, hkrati pa se poskušata zagotoviti zanesljivost in določena stopnja 
zagotovila o dostavi sporočila. Zaradi teh načel je protokol idealen za nastajajoči svet 
povezanih naprav M2M ali IoT ter za mobilne aplikacije, pri katerih sta pasovna širina 
in moč baterije izjemnega pomena. 
MQTT sta izumila dr. Andy Stanford-Clark iz podjetja IBM in Arlen Nipper iz 
podjetja Arcom leta 1999. Od marca 2013 je MQTT v procesu standardizacije pri 
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konzorciju OASIS. Specifikacija protokola je bila javno objavljena z brezplačno 
licenco za več let in podjetja, kot je Eurotech (prej znano kot Arcom), so ta protokol 
uvedla v svoje izdelke. Novembra 2011 sta podjetji IBM in Eurotech napovedali 
sodelovanje v delovni skupini Eclipse M2M in pri odločitvi o donaciji MQTT kode za 
predlagani projekt Eclipse Paho. [10] 
MQTT omogoča, da naprave pošljejo (objavijo) informacije o določeni temi 
strežniku, ki deluje kot posrednik sporočil MQTT. Posrednik nato potisne informacije 
do tistih klientov, ki so naročeni na to temo. Temo vidimo kot hierarhično pot do 
datoteke. Naročniki se lahko naročijo na določeno raven hierarhije teme ali uporabijo 
vnaprej določen nadomestni znak za naročanje na več ravneh. 
Seja MQTT je razdeljena na štiri faze: povezava, preverjanje pristnosti, 
komunikacija in zaključek. MQTT se imenuje lahki protokol, ker imajo vsa sporočila 
majhen odtis kode. Vsako sporočilo je sestavljeno iz fiksne glave (2 bajta), izbirne 
variabilne glave, sporočila, ki je omejeno na 256 MB informacij, in ravni kakovosti 
storitev (QoS). Tri različne ravni QoS določajo, kako vsebino upravlja protokol 
MQTT. Višje ravni QoS so bolj zanesljive, vendar potrebujejo večjo latenco in 
pasovno širino, tako da naročniki lahko določijo najvišjo raven QoS, ki jo želijo 
prejemati. 
Primera uporabe MQTT: 
Slika 1.5: Uporaba MQTT [11] [12] 
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1.3  Zahteve projekta 
Zahteve Opis 
REQ_ITS_RSU_001 Vozila: 
RSU mora komunicirati z vozili z uporabo 
dostopovnega sloja/tehnologije ITS-G5 ali IEEE 
802.11p. 
REQ_ITS_RSU_002 Senzorski moduli: 
Zaznavati morajo vremenske razmere na cesti in 
v njeni okolici. RSU mora prejemati podatke 
senzorjev prek protokolov LoRa, MQTT ali 
CoAP. 
REQ_ITS_RSU_003 Preverjanje prisotnosti: 
RSU mora prepoznati pooblaščeno 
osebo/napravo z uporabo BT/BLE/LTE/RFID ter 
osebi/napravi dovoliti dostop do podatkov oz. 
vstop v posestvo (odpreti vrata ali dvigniti 
rampo). 
REQ_ITS_RSU_004 Shramba: 
RSU mora shranjevati podatke na zunanjem 
trdem disku. 
REQ_ITS_RSU_005 Usmerjevalnik Wi-Fi: 
RSU mora vsebovati usmerjevalnik Wi-Fi zaradi 
lažje komunikacije naprav znotraj RSU, 
programiranja in nalaganja programske kode. 
REQ_ITS_RSU_006 Satelitski modul: 
RSU mora vsebovati satelitski modul za 
komunikacijo s satelitom. 
REQ_ITS_RSU_007 GPS: 
Modul GPS omogoča RSU, da shrani svojo 
lokacijo in jo pošlje v oblak. 
REQ_ITS_RSU_008 Oblak: 
RSU mora vse dobljene podatke od senzorjev in 
lokacijo GPS poslati v oblak prek TCP/IP in 
satelita. 
REQ_ITS_RSU_009 SBC: 
RSU potrebuje računalnik (SBC) za zbiranje vseh 
podatkov in lokacije, pošiljanje podatkov v oblak 
in za komunikacijo vseh elementov/naprav 
znotraj RSU. 
Tabela 1.1: Zahteve projekta 
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2  Zgradba in uporaba sistema 
2.1  Sestavni deli projekta 
Na podlagi raziskav in zahtev za RSU smo se odločili za uporabo Raspberry Pi 
3 Model B kot glavnega računalnika (SBC, Tabela 1: REQ_ITS_RSU_009) sistema. 
Za Raspberry Pi 3 smo se odločili, ker ima veliko skupnost uporabnikov, podporo, 
dodatke, knjižnice in deluje na Unix OS (Raspbian OS), ki olajša razvoj in testiranje 
kode. Dober dodatek je, da ima modula BT in Wi-Fi že vgrajena, kar pomaga pri 
povezavi z vozili in pooblaščenimi napravami. 
Slika 2.1: Raspberry Pi 3 Model B [13] 
Za senzorje (Tabela 1: REQ_ITS_RSU_002) smo se odločili, da uporabimo 
LoPy s povezanim senzorjem DHT-22 (temperatura in vlažnost). LoPy je naprava z 
nizko porabo, kar je dobro za sistem, ki mora dolgo časa delati na baterijah. Omogočen 
je MicroPyhton, ki je programski jezik Python, razvit za mikroprocesorje. Vključuje 
modula Wi-Fi in BLE ter ima najsodobnejši čip ESP32. LoPy lahko deluje kot 
usmerjevalnik Nano LoRa Gateway, kar je tudi ena od zahtev za senzorske module. 
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Slika 2.2: LoPy 1.0 [14] 
Ti dve napravi izpolnjujeta skoraj vse zahteve za RSU. Za dodatno shranjevanje 
podatkov bomo dodali zunanji trdi disk (USB) na Raspberry Pi 3. Za določanje 
lokacije GPS bo uporabljen USB GPS-sprejemnik (NL-442U) podjetja Navilock, za 
storitev v oblaku pa smo se odločili, da uporabimo Thingspeak, ki v primerjavi z 
drugimi ponudniki storitev v oblaku ponuja največ za brezplačnega uporabnika. 
Satelitski modul bo zagotovilo podjetje. Za usmerjevalnik Wi-Fi smo se odločili 
uporabiti usmerjevalnik TPLinkWLAN (TL-WR841N). Arhitektura sistema, ki smo 
jo opisali, je prikazana na sliki spodaj. 
Slika 2.3: Diagram RSU 
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2.2  Implementacija sistema 
Izvedba, ki bo opisana, je namenjena samo predstavitvi. Ideja je, da se dve 
napravi LoPy s senzorjema DHT-22 nahajata ob cesti na različnih lokacijah in pošiljata 
podatke, zbrane s senzorjema DHT-22, na usmerjevalnik LoRa (LoPy – Nano LoRa 
Gateway) s protokolom LoRaWAN. Za predstavitev bomo uporabili dve napravi LoPy 
s senzorji DHT-22 (v nadaljevanju: senzorska modula), še ena naprava LoPy pa bo 
deloval kot Nano LoRa Gateway, ki prenaša podatke, prejete od senzorskih modulov, 
na strežnik LoRa, ki deluje na Raspberry Pi 3. Napisali smo skripto Python, ki obdeluje 
podatke, ki se zbirajo na Raspberry Pi 3, in jih pošlje v storitev v oblaku z uporabo 
JSON Bulk-Write Data API. Četrta naprava LoPy je pooblaščena naprava 
(authentication device). Za preverjanje pristnosti pooblaščene osebe/naprave 
uporabljamo modul BT na Raspberry Pi 3, ki deluje v načinu BLE. Preverjanje 
pristnosti se lahko uporablja za odpiranje vrat, ovir, ploščadi itd. 





3  Namestitev programske opreme in razvoj programske 
kode za RSU 
3.1  Strežnik LoRa 
Najprej smo želeli, da modul LoPy (usmerjevalnik LoRa) in Raspberry Pi 3 
(strežnik LoRa) komunicirata prek vodila I2C, vendar bi bila takšna komunikacija 
neuporabna, ker lahko modul LoPy komunicira prek vodil I2C in SPI samo kot 
»Master«. Namesto tega smo se odločili, da uporabimo Wi-Fi kot komunikacijski 
protokol med tema napravama. Da vzpostavimo komunikacijo med njima, mora 
strežnik LoRa delovati na Raspberry Pi 3. Uporabili smo strežniški projekt LoRa 
(LoRa Server), ki je odprtokodni nabor aplikacij, ki ustvarijo povezavo, po kateri 
podatki, prejeti od senzorskih modulov, pridejo od usmerjevalnika do aplikacije (kot 
je Thingspeak). Zagotavlja mehanizme za upravljanje usmerjevalnikov v omrežju 
LoRa, podprtih aplikacij in naprav, povezanih s temi aplikacijami. Vsa dokumentacija 
je na voljo na naslovu [15]. 
Slika 3.1: Arhitektura strežnika LoRa [15] 
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Zahteve so: 




Zahtevani paketi se namestijo z naslednjimi ukazi: 
 
»sudo apt-get install mosquitto mosquitto-clients redis-server redis-tools 
postgresql« 
 
Po namestitvi je potrebna konfiguracija orodij in strežnika. Za dodajanje  
novih uporabnikov posrednika MQTT »mosquitto« sledi ukaz: 
 
»sudo mosquitto_passwd -c /etc/mosquitto/pwd loraroot« 
 
S parametrom »c« ustvarimo novo datoteko z gesli. Za vsakega uporabnika  
vpišemo novo geslo. 
 
»sudo mosquitto_passwd /etc/mosquitto/pwd loragw« 
»sudo mosquitto_passwd /etc/mosquitto/pwd loraserver« 
»sudo mosquitto_passwd /etc/mosquitto/pwd loraappserver« 
 
Datoteko je treba tudi zavarovati pred urejanjem: 
 
»sudo chmod 600 /etc/mosquitto/pwd« 
 
Za konfiguracijo posrednika »mosquitto« je treba ustvariti novo datoteko 





Nato je potreben ponovni zagon posrednika »mosquitto«: 
 
»sudo systemctl restart mosquitto« 
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Nastaviti je treba podatkovne baze in uporabnike. Ukazni pripomoček za 
PostgreSQL odpremo tako: 
 
»sudo -u postgres psql« 
 
Za določanje podatkovnih baz uporabnikom izvedemo naslednje ukaze: 
 
create role loraserver_as with login password 'dbpassword'; 
create role loraserver_ns with login password 'dbpassword'; 
create database loraserver_as with owner loraserver_as; 
create database loraserver_ns with owner loraserver_ns;  
 
S tem sta posrednik MQTT in podatkovna baza PostgreSQL nastavljena. 
Naslednji korak je nastavitev LoRa Gateway Bridge, ki je storitev, ki JSON pakete, 
prejete prek protokola UDP, posreduje prek protokola MQTT. Najprej moramo dodati 
repozitorij strežniškega projekta LoRa, ki ga namestimo s pomočjo dokumentacije na 
[15]. Sledi namestitev LoRa Gateway Bridge: 
 
»sudo apt-get install lora-gateway-bridge« 
 
Konfiguracijo Lora Gateway Bridge nastavimo v datoteki »/etc/lora-gateway-
bridge/lora-gateway-brdige.toml«. Pomagamo si z dokumentacijo na [15], opisali pa 
bomo le pomembnejše dele: 
 
packet_frowarder.udp_bind – port, prek katerega Lora Gateway Bridge prejema 
pakete od usmerjevalnikov LoRa. 
 
backedn.mqtt.username in backend.mqtt.password – uporabniško ime in geslo 
za »loragw«, ki smo ju nastavili ob nameščanju posrednika »mosquitto«. 
 
Po vseh nastavitvah moramo LoRa Gateway Bridge ponovno zagnati z ukazom: 
 
»sudo systemctl restart lora-gateway-bridge« 
 
Sledi namestitev strežnika LoRa, ki je odprtokodni omrežni strežnik LoRaWAN, 
del strežniškega projekta LoRa. Odgovornost omrežnega strežnika je deduplikacija, 
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sprejemanje paketov od usmerjevalnikov, načrtovanje prenosa podatkov itd. 
Namestimo ga z ukazom: 
 
»sudo apt-get install loraserver« 
 
Dokumentacijo za konfiguracijsko datoteko strežnika LoRa najdemo na [15]. 
Najpomembnejše nastavitve so: 
 
network_server.band.name –frekvenčni pas LoRaWAN 
 
postgresql.dsn – URL strežnika Postgres. Primer: 
»postgres://loraserver_ns:dbpassword@localhost/loraserver?sslmode=disable« 
 
network_server.gateway.backend.mqtt.username in .password – uporabniško 
ime in geslo za »loraserver«, ki smo ju nastavili ob nameščanju posrednika 
»mosquitto«. 
 
network_server.gateway.api.jwt_secret – skrivna vrednost, uporabljena za 
generiranje žetonov usmerjevalnika. To lahko vsebuje katero koli vrednost, na primer 
rezultat naslednjega ukaza »openssl rand -base64 32«. 
 
Sledi še zagon strežnika »loraserver«: 
 
»sudo systemctl start loraserver« 
 
Naslednji korak je namestitev aplikacijskega strežnika LoRa (LoRa App Server), 
ki je odgovoren za rokovanje naprav s strežnikom in šifriranje podatkov. Namestimo 
ga z ukazom: 
 
»sudo apt install lora-app-server«  
 
Konfiguracijska datoteka je podobna strežniški »loraserver«, dokumentacijo 
najdemo na [15]. Nastavitve so: 
 
postgresql.dsn – URL strežnika Postgres. Primer: 
»postgres://loraserver_as:dbpassword@localhost/loraappserver?sslmode=disab
le« 
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network_server.gateway.backend.mqtt.username in .password – uporabniško 
ime in geslo za »loraappserver«, ki smo ju nastavili ob nameščanju posrednika 
»mosquitto«. 
 
network_server.gateway.api.jwt_secret – skrivna vrednost, uporabljena za 
generiranje žetonov usmerjevalnika. To lahko vsebuje katero koli vrednost, na primer 
rezultat naslednjega ukaza »openssl rand -base64 32«. 
 
Zagon aplikacijskega strežnika: 
 
»sudo systemctl start lora-app-server« 
 
Status in pravilno delovanje vsakega dela strežniškega projekta LoRa lahko 
preverimo z naslednjim ukazom: 
 
»sudo systemctl status [loraserver|lora-app-server|lora-gateway-bridge]« 
 
Delovanje aplikacijskega strežnika LoRa lahko preverimo tako, da odpremo 
spletni brskalnik in vpišemo »https://localhost:8080«. Strežnik LoRa je zagnan na 
Raspberry Pi 3, zato moramo uporabiti njegov naslov IP. V našem primeru je to 
»https://192.168.0.107:8080«. Prikazati se mora tako vpisno okno: 
 
Slika 3.2: LoRa App Server vpisno okno 
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Preden nadaljujemo s konfiguracijo usmerjevalnika LoRa in aplikacijskega strežnika 
LoRa, moramo najprej nastaviti še druge elemente sistema. Za senzorski modul 
uporabimo napravo LoPy s senzorjem DHT-22 za temperaturo in vlago. Dva modula 
LoPy uporabimo kot senzorska modula, en modul LoPy kot usmerjevalnik LoRa in 
enega kot pooblaščeno napravo za preverjanje pristnosti s protokolom BLE. Najprej 
moramo nadgraditi sistem naprav. 
3.2  Nadgradnja sistema LoPy (firmware) 
Uporabili bomo štiri LoPy module. Ker so novi, jim je treba nadgraditi sistem. 
Preden začnemo pisati programsko kodo, je priporočljivo, da sistem nadgradimo na 
najnovejšo različico. Postopek bomo opisali enkrat, narejen pa je bil za vsako napravo 
posebej. Za vsak operacijski sistem je postopek drugačen, naš operacijski sistem je 
Ubuntu 17.10. Dokumentacijo postopka najdemo na »https://docs.pycom.io«. Pycom 
ponuja orodje, s katerim lahko nadgradimo sistem. Za uporabo tega orodja moramo na 
svoj operacijski sistem namestiti zahtevane pakete: 
 
»sudo apt-get install dialog python-serial« 
 
Nato sledimo navodilom iz poglavja »1.3.1 Updating Firmware« s spleta. Vse 
naprave LoPy so imele dodatni razširitveni modul. Kot je opisano na spletni strani, je 
postopek naslednji: 
1. Izklopite napravo iz računalnika. 
2. Vstavite napravo v razširitveni modul. 
3. Povežite z žico pin G23 in pin GND. 
4. Priklopite modul s kablom USB v računalnik. 
5. Zaženite orodje za nadgrajevanje sistema. 
 
Za 5. korak uporabimo naslednji ukaz: 
 
»sudo python /path/updater.py« 
 
Nato sledimo ukazom, ki jih prikazuje orodje. Pinout razširitvenega modula je 
prikazan na naslednji sliki. 
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Slika 3.3: Pinout razširitvenega modula [14] 
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Za programiranje vseh naprav LoPy smo uporabili urejevalnik besedil Atom z 
dodatkom Pymakr. Najprej vstavimo napravo LoPy v razširitveni modul in jo s kablom 
USB povežemo z računalnikom. Z napravo se povežemo s klikom na »connect«. 
Uspešno vzpostavljeno povezavo nam prikažejo tri pušice »>>>«, izpisane v konzoli. 
Najprej nastavimo senzorske module. 
 
Slika 3.4: Senzorski modul 
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Za referenčno programsko kodo smo uporabili že ponujeno programsko kodo od 
Pycoma, ki smo jo prenesli z GitHuba [16]. Iz knjižnice smo izbrali »abp_node.py« za 
senzorski modul. 
Knjižnico za senzor DHT smo našli na Pycom forumu, ustvarjena je iz DHT 
knjižnice za Raspberry Pi. Povezava do knjižnice je na [17]. 
Dodatek Pymakr nalaga programsko kodo, tako da vzame vse datoteke iz ene 
mape. Zato je priporočljivo, da si ustvarimo mapo za projekt in vse datoteke damo v 
mapo. V Atomu pa odpremo nov projekt in zanj uporabimo obstoječo mapo. Primer 
vsebine mape je na naslednji sliki. 
 
Slika 3.5: Vsebina mape 
Najprej bomo uredili »config.py«, ki ga bomo uporabili za vse naprave LoPy, 
ker imajo usmerjevalnik LoRa in senzorska modula enake nastavitve. Ta datoteka je 
najbolj uporabna za usmerjevalnik, ker se za senzorski modul iz datoteke uporabita 
samo »LoRa frequency« in »LoRa Node Datarate«. 
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Za parametra »SERVER« in »PORT« sta uporabljeni vrednosti strežnika LoRa, 
ki sta bili predhodno nastavljeni na Raspberry Pi 3. Usmerjevalnik LoRa potrebuje 
povezavo Wi-Fi za pošiljanje podatkov strežniku LoRa prek UDP. Uporabimo 
vrednosti usmerjevalnika Wi-Fi. Za »WIFI_SSID« uporabimo ime »devRSU« in za 
geslo uporabimo »Wifi4Dev007«. Za frekvenco moramo uporabiti dovoljeno vrednost 
glede na našo lokacijo, v našem primeru EU pripada 868.1 MHz. 
  





WIFI_MAC = ubinascii.hexlify(machine.unique_id()).upper() 
# Set  the Gateway ID to be the first 3 bytes of  
# MAC address + 'FFFE' + last 3 bytes of MAC address 
GATEWAY_ID = WIFI_MAC[:6] + "FFFE" + WIFI_MAC[6:12] 
 
SERVER = '192.168.0.107' 
PORT = 1700 
 
NTP = "3.lu.pool.ntp.org" 
NTP_PERIOD_S = 3600 
 
WIFI_SSID = 'devRSU' 
WIFI_PASS = 'Wifi4Dev007' 
 
# for EU868 
LORA_FREQUENCY = 868100000 
LORA_GW_DR = "SF7BW125" # DR_5 
LORA_NODE_DR = 5 
 
# for US915 
# LORA_FREQUENCY = 903900000 
# LORA_GW_DR = "SF7BW125" # DR_3 
# LORA_NODE_DR = 3 
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Za ABP avtorizacijo senzorskega modula potrebujemo tri verifikacijske ključe: 
dev_addr, nwk_swkey, app_swkey. Opisani so v poglavju »1.2.3 LoRaWAN«. Vsak 
senzorski modul mora imeti drugačen ključ. Primer ključev je prikazan v naslednji 
programski kodi. 
 
Registracijo senzorskega modula na strežniku LoRa bomo razložili spodaj. 
Senzorska modula morata delovati v načinu LoRaWAN in za uporabo senzorja DHT 
je treba določiti, na kateri pin je senzor DHT povezan. 
  
Uporabili smo privzete nastavitve za tri frekvenčne kanale. Sledi prošnja za 
pridružitev z verifikacijskimi ključi in povezava LoRa se odpre. 
 
  
# create an ABP authentication params 
dev_addr = struct.unpack(">l", binascii.unhexlify('00 00 00 01'.replace(' ','')))[0] 
nwk_swkey = binascii.unhexlify('fc 22 1e 26 6b ef a0 25 4d 43 47 cb 78 b9 52 b9'.replace(' ','')) 
app_swkey = binascii.unhexlify('21 73 9a 57 b7 60 80 bd c2 91 88 2a ca 73 e5 cf'.replace(' ','')) 
 
# initialize LoRa in LORAWAN mode. 
lora = LoRa(mode=LoRa.LORAWAN) 
sens = DTH('P3',1) 
# remove all the non-default channels 
for i in range(3, 16): 
    lora.remove_channel(i) 
 
# set the 3 default channels to the same frequency 
lora.add_channel(0, frequency=config.LORA_FREQUENCY, dr_min=0, dr_max=5) 
lora.add_channel(1, frequency=config.LORA_FREQUENCY, dr_min=0, dr_max=5) 
lora.add_channel(2, frequency=config.LORA_FREQUENCY, dr_min=0, dr_max=5) 
 
# join a network using ABP (Activation By Personalization) 
lora.join(activation=LoRa.ABP, auth=(dev_addr, nwk_swkey, app_swkey)) 
 
# create a LoRa socket 
s = socket.socket(socket.AF_LORA, socket.SOCK_RAW) 
 
# set the LoRaWAN data rate 
s.setsockopt(socket.SOL_LORA, socket.SO_DR, config.LORA_NODE_DR) 
 
# make the socket blocking 
s.setblocking(False) 
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Branje temperature in vlage s senzorja DHT se izvaja v neskončni zanki in 
vrednosti temperature in vlage se pošiljata prek protokola LoRa do usmerjevalnika. 
Programska koda je taka: 
 
Rezultat senzorja je sestavljen iz dveh komponent, temperature in vlage, ki jima 
določimo posamezne spremenljivke. Strukturo sporočila, ki se pošilja prek protokola 
LoRa, smo sestavili iz obeh spremenljivk, ki ju loči »_«. Pošiljanje se izvede vsakih 
15 sekund. Programska koda je enaka tudi za drugi senzorski modul, edina sprememba 
je v ABP verifikacijskih ključih. 
 
Za usmerjevalnik LoRa smo uporabili nanogateway.py, config.py in main.py iz 
Pycom GitHuba [16]. Konfiguracijska datoteka je enaka kot za senzorske module. 
Podatki, ki se pošiljajo iz senzorskih modulov, so že vidni v konzoli usmerjevalnika. 
Senzorski moduli še niso registrirani na aplikacijskem strežniku LoRa, zato so podatki 
vidni samo na usmerjevalniku. 
Slika 3.6: Podatkovni tok usmerjevalnika LoRaWAN 
while True: 
    result = sens.read() 
    if result.is_valid(): 
        temp = (result.temperature/1.0) 
        hum = (result.humidity/1.0) 
        msg=("{:3.2f}_{:3.2f}".format(temp,hum)) 
        print('Sending:', msg) 
        s.send(msg) 
        time.sleep(10) 
        rx, port = s.recvfrom(256) 
        if rx: 
            print('Received: {}, on port: {}'.format(rx, port)) 
        time.sleep(5) 
 
# create an ABP authentication params 
dev_addr = struct.unpack(">l", binascii.unhexlify('00 00 00 02'.replace(' ','')))[0] 
nwk_swkey = binascii.unhexlify('b4 f5 cc a0 89 bd 67 b6 dc da 98 54 52 93 08 fa'.replace(' ','')) 
app_swkey = binascii.unhexlify('3c d0 11 6a 7e f9 47 be 97 7e 89 d3 24 09 6c cc'.replace(' ','')) 
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Za registracijo strežnika LoRa, ki je zagnan na Raspberry Pi 3, moramo odpreti 
aplikacijski strežnik LoRa v spletnem brskalniku. V aplikacijski strežnik LoRa se 
vpišemo s privzetimi administratorskimi podatki. Registracijo izvršimo tako, da 
dodamo nov omrežni strežnik in vpišemo njegov naslov IP, v tem primeru naslov IP 
od Raspberry Pi 3, ker pa aplikacijski strežnik LoRa in strežnik LoRa delujeta na 
Raspberry Pi 3, je ta naslov lokalen. 
 
Slika 3.7: Registracija omrežnega strežnika 
Registrirati je treba tudi usmerjevalnik LoRa in ga dodati kot »usmerjevalnik« v 
zavihku »Gateway configuration«. Vpisati je bilo treba samo naslov MAC 
usmerjevalnika, ki smo ga pridobili z branjem statusa strežnika. 
 
Slika 3.8: Status LoRa Gateway Bridge 
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Slika 3.9: Registracija usmerjevalnika LoRa 
Nastaviti je treba profile naprav, pri čemer je treba izbrati imena naprav in 
avtentikacijski protokol ABP, v našem primeru smo že v programski kodi napisali 
verifikacijske ključe ABP. To je treba narediti za oba senzorska modula. 
 
Slika 3.10: Profila naprav 
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Za glavno aplikacijo je potreben še storitveni profil. Izberemo ime in omrežni 
strežnik, ki smo ga predhodno nastavili. Aplikaciji izberemo še ime in določimo 
storitveni profil, kar je prikazano na naslednjih slikah. 
Slika 3.11: Storitveni profil 
 
Slika 3.12: Glavna aplikacija 
Treba je še registrirati senzorska modula v aplikaciji. Ker je postopek registracije 
enak za oba modula, ga bomo opisali samo enkrat. Edina razlika je v ključih ABP. 
Slika 3.13: Aplikacijska profila naprav 
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Izbrati moramo unikaten »Device EUI« za obe napravi, ki ga vnesemo med 
konfiguracijo naprave in je nato določen senzorskemu modulu. 
 
Slika 3.14: Konfiguracija senzorskega modula 
Verifikacijski ključi ABP, ki smo jih določili v programski kodi, se vnesejo pod 
zavihek »Activate device (ABP)«. 
 
Slika 3.15: Aktivacija senzorskega modula 
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Slika 3.16: Uspešna aktivacija 
Po aktivaciji obeh senzorskih modulov shranimo nastavitve in ponovno 
zaženemo vse naprave. V aplikacijskem strežniku LoRa nato lahko v realnem času 
vidimo pakete podatkov, ki jih pošiljata senzorska modula. S tem je komunikacija med 
senzorskima moduloma in strežnikom LoRa uspešno vzpostavljena. Na sliki je 
prikazan paket, prejet od senzorskega modula, z naslovom »devAddr = 00000001«, 
ker pa je LoRaWAN komunikacija enkriptirana, se vrednosti senzorjev ne da prebrati. 
Dekripcijo in pošiljanje podatkov v oblak Thingspeak smo uredili s skripto Python, ki 
jo bomo opisali v nadaljevanju. 
Slika 3.17: Paket LoRaWAN 
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3.4  Modul GPS 
Kot je zapisano v zahtevah projekta, mora RSU poznati svojo lokacijo GPS. Da 
bi to dosegli, smo uporabili USB GPS-sprejemnik, ki smo ga namestili s pomočjo 
navodil na spletni strani Adafruit [18]. 





Običajno se sprejemnik GPS poveže na »/dev/ttyUSB0«. Z naslednjim ukazom 
lahko prikažemo podatke, ki jih sprejemnik GPS pošilja: 
 
»sudo cat /dev/ttyUSB0«  
 
Najenostavnejši način zajemanja podatkov, ki jih pošilja sprejemnik GPS, je z 
uporabo GPS Daemon (gpsd), za katerega obstaja knjižnica Python. Za namestitev 
uporabimo naslednji ukaz: 
 
»sudo apt-get install gpsd gpsd-clients python-gps« 
 
Če se uporablja Raspbian Jessie ali poznejša verzija, je treba onemogočiti 
systemd storitev, ki jo namesti gpsd. To storimo z naslednjima ukazoma: 
 
»sudo systemctl stop gpsd.socket« 
»sudo systemctl disable gpsd.socket« 
 
Nato moramo ročno zagnati gpsd in ga usmeriti na serijski USB port, v našem 
primeru je to »/dev/ttyUSB0«. 
 
»sudo gpsd /dev/ttyUSB0 -F /var/run/gpsd.sock« 
 
Za testiranje uporabimo naslednji ukaz: 
 
»cgps –s« 
Po nekaj sekundah sprejemnik GPS dobi signal GPS in v konzoli se nam izpišejo 
podatki o lokaciji. 
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Slika 3.18: Prikaz GPS lokacije 
3.5  Avtentikacijski BLE strežnik GATT 
Za preverjanje pristnosti pooblaščenih naprav in avtentikacijo teh smo uporabili 
protokol BLE, ker napravi Raspberry Pi 3 in LoPy razpolagata z njim. Za vzpostavitev 
komunikacije med Raspberry Pi 3 in LoPy je potrebna implementacija strežnika 
GATT na LoPy, pri čemer bo strežnik GATT na LoPy, Raspberry Pi 3 pa bo klient 
GATT. Nastavitve in konfiguracija strežnika GATT so bile narejene s pomočjo 
dokumentacije na [19]. Strežnik BLE inicializiramo z naslednjo kodo. 
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Trenutno Bluetooth na napravi LoPy deluje samo v načinu BLE, tako ni potrebno 
dodatno definirati načina BLE, ampak se ob inicializaciji Bluetootha ta postavi v način 
BLE. Za prikaz statusa komunikacije BLE smo uporabili RGB LED na napravi LoPy. 
Ob zagonu naprave se RGB LED prižge v modri barvi, nato se ob uspešni 
komunikaciji spremeni v zeleno barvo. Vse to je narejeno v naslednji povratni funkciji 
(callback function). 
3.4  Konfiguracija BLE na Raspberry Pi 3 
Privzeti način Bluetooth na Raspberry Pi 3 je klasični način Bluetooth. Za 
omogočanje načina BLE je bila potrebna namestitev »bluez« paketa. To storimo z 
ukazom: 
 
»sudo apt-get install bluez« 
def conn_cb (bt_o): 
    global isConnected 
    events = bt_o.events() 
    if  events & Bluetooth.CLIENT_CONNECTED: 
        print("Client connected") 
        isConnected=True 
        pycom.rgbled(0x001f00) 
    elif events & Bluetooth.CLIENT_DISCONNECTED: 
        print("Client disconnected") 
        pycom.rgbled(0x00001f) 
        isConnected=False 
 





srv1 = bluetooth.service(uuid=1, isprimary=True) 
 
chr1 = srv1.characteristic(uuid=2, properties=Bluetooth.PROP_INDICATE |  
Bluetooth.PROP_BROADCAST | Bluetooth.PROP_READ | Bluetooth.PROP_NOTIFY,  
value='InitialValue') 
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Po namestitvi je storitev Bluetooth na voljo in njen status se lahko preveri z 
naslednjim ukazom: 
 
»sudo systemctl status bluetooth.service« 
 
Običajno Bluetooth storitev po namestitvi ni zagnana. Preden jo zaženemo, 
moramo urediti datoteko »/lib/systemd/system/bluetooth.service«. Da se storitev 








Nato pa zaženemo Bluetooth storitev z ukazom: 
 
»sudo systemctl [ start | restart ] bluetooth.service« 
 
Za vklop adapterja Bluetooth in skeniranja drugih naprav BLE, uporabimo 
»bluetoothctl« orodje. Tega smo uporabili za preverjanje naslova MAC naše 




V konzoli se prikaže: 
 
Slika 3.19: Bluetoothctl 
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Za pomoč pri uporabi tega orodja in za izpis vseh ukazov lahko uporabimo ukaz 
»help«: 
 
Slika 3.20: Bluetooth help 
 
Kot je prikazano na zgornji sliki, za vklop adapterja uporabimo ukaz 
»power<on/off>«. Če se uporablja več adapterjev, je treba izbrati pravega. Za 
skeniranje uporabimo ukaz »scan <on/off>«. 
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Slika 3.21: Bluetooth scan 
 
Pooblaščena naprava LoPy, na katero smo namestili strežnik GATT, je v 
oglaševalskem načinu, zato jo s skeniranjem najdemo z imenom LoPyAuth na zgornji 
sliki. Zapišemo si njen naslov MAC in izklopimo skeniranje. Za zapiranje orodja 
»bluetoothctl« uporabimo ukaz »exit«. 
3.5  Nastavitev storitve Thingspeak 
Za uporabo platforme Thingspeak se moramo registrirati. Po registraciji in vpisu 
se prikaže naša lista kanalov. Pri ustvarjanju novega kanala si lahko pomagamo z [20]. 
Slika 3.22: Ustvarjanje novega kanala (Thingspeak) 
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V našem primeru uporabimo šest polj. Izberemo ime kanala in kratek opis. 
 
Slika 3.23: Kanal RSU na platformi Thingspeak 
Za vsak senzor potrebujemo dve polji, eno za temperaturo in eno za vlago. 
Potrebujemo ključ »Write API«, če želimo nalagati podatke na kanal. Ključ lahko 
generiramo in kopiramo pod zavihkom »API Keys«. 
 
Slika 3.24: Ključ »Write API« 
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Vsako od polj predstavlja en graf, kar pomeni, da moramo v glavnem oknu 
dodati šest grafov. 
 
Slika 3.25: Novi grafi 
Zadnji korak je, da pošljemo vse podatke na platformo Thingspeak in prikažemo 
podatke, ki jih pošiljajo senzorji. 
  
  
3.6  Glavna skritpa Python na Raspberry Pi 3 49 
 
3.6  Glavna skritpa Python na Raspberry Pi 3 
Naša skripta mora vse podatke, ki jih Raspberry Pi 3 dobi od senzorskih modulov 
in vseh drugih naprav, predelati in prikazati. Zajeti mora vse podatke, ki se pošiljajo 
prek MQTT posrednika, skenirati mora bližnje naprave BLE, brati senzor DHT-22, 
zajemati lokacijo GPS in prejete podatke poslati na kanal Thingspeak in jih prikazati 
v konzoli. Za vsak del smo uporabili kakšen primer programske kode s spleta. 
Za klienta MQTT smo si pomagali z navodili na [21]. Uporabili smo paho-mqtt, 
ki ga namestimo z naslednjima ukazoma: 
 
»sudo apt-get install python-pip« 
»sudo pip install paho-mqtt«  
 
Za BLE del smo uporabili knjižnico »bluepy« Python. Najdemo jo na [22]. 
Zahteve in knjižnico namestimo tako: 
 
»sudo apt-get install python-pip libglib2.0-dev« 
»sudo pip install bluepy« 
 
Nalaganje podatkov na kanal Thingspeak je dobro razloženo na [23]. Ena od 
zahtev je »psutil«, ki v nekaterih sistemih ni nameščena. Za nameščanje lahko 
uporabimo naslednji ukaz: 
 
»sudo pip install psutil« 
 
Za branje senzorja DHT-22 smo uporabili knjižnico Adafruit Python DHT, ki jo 
najdemo na [24]. Knjižnica se namesti tako, da se najprej pobere s spleta, razširi paket 
in izvede ukaz: 
 
»sudo python setup.py install« 
 
Senzor DHT-22 je povezan na namenske vhode/izhode (GPIO) Raspberry Pi 3, 
zato potrebujemo knjižnico GPIO Python. Dobimo jo z ukazom: 
 
»sudo apt-get install python-rpi.gpio« 
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Za branje sprejemnika GPS potrebujemo knjižnico GPS. 
 
»sudo apt-get install gps« 
 
Celotna skripta je v prilogi. Na začetku smo določili vse spremenljivke za vsak 
segment: naslov MAC pooblaščene naprave LoPy, ključ »Write API Key«, ID kanala 
za Thingspeak, MQTT podatke za povezavo s posrednikom MQTT itd. 
  





isConnected = False 
p = Peripheral() 
s = Scanner() 
 
# MQTT 
mqtt_username = "loraroot" 
mqtt_password = "root" 
mqtt_topic = "application/+/node/+/rx" 
mqtt_broker_ip = "localhost" 
 
#Thingspeak 
lastConnectionTime = time.time() # Track the last connection time 
lastUpdateTime = time.time() # Track the last update time 
lastRpiUpdateTime = time.time() # Track the last Rpi update time 
postingInterval = 120 # Post data once every 2 minutes 
updateInterval = 15 # Update once every 15 seconds 
writeAPIkey = "MIDU5OUM7CIXEULU" # Replace YOUR-CHANNEL-WRITEAPIKEY with your 
channel write API key 
channelID = "387804" # Replace YOUR-CHANNELID with your channel ID 
url = "https://api.thingspeak.com/channels/"+channelID+"/bulk_update.json"  
messageBuffer = [] 
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Uporabili smo niti v skripti Python, ker smo želeli, da se vsak segment izvaja v 
svoji niti brez prekrivanja. Naredili smo tri glavne niti za MQTT, BLE in GPS. 







Opis vseh funkcij: 
 
 startScan() – zažene skeniranje BLE, če je naprava BLE odkrita, se 
pokliče funkcija initBLE, 
 initBLE() – vzpostavi komunikacijo z napravo BLE, 
 updateRpiSen() – pokliče funkcijo getSensorData ob vsakem intervalu 
za branje in shrani vrednosti v globalne spremenljivke, 
 getSensorData() – zajema temperaturo in vlago senzorja DHT-22, 
povezanega z Raspberry Pi 3, 
 httpRequest() – funkcija, ki pošlje zahtevo POST kanalu Thingspeak za 
posodobitev podatkov, 
 updateCloud() – vzame vse shranjene globalne spremenljivke in pokliče 
funkcijo httpsRequest ob vsakem intervalu za posodabljanje podatkov na 
kanalu, 
 saveMqttData(msg) – msg je sporočilo MQTT, razčleni JSON datoteko, 
prejeto prek MQTT, in razbere vrednosti senzorskih modulov, 
 on_connect(client, userdata, flags, rc) – povratna funkcija MQTT ob 
vzpostavljeni komunikaciji, prijavi se na temo senzorskih modulov, 
 on_message(client, userdata, msg) – povratna funkcija MQTT ob 
prejetem sporočilu, kliče saveMqttData ob vsakem prejetem sporočilu, 
 printStatus() – v konzolo izpiše trenutne vrednosti vseh senzorjev DHT-
22, lokacijo GPS, status objave Thingspeak, avtentikacijski status in 
status povezave s posrednikom MQTT, 
 main() – ustvari in zažene vse niti, v neskončni zanki kliče funkcije 
printStatus, updateRpiSen in updateCloud vsaki dve sekundi. 
 
  




 BLE nit – kliče funkcijo startScan in preverja povezavo, 
 MQTT nit – poveže se s posrednikom MQTT in reagira na prihajajoča 
sporočila MQTT, 
 GPS nit – preverja način uporabe GPS in shranjuje podatke GPS, način 
uporabe določa, ali se lokacija GPS bere iz signala GPS ali datoteke. 
 
 
Slika 3.26: Tok podatkov skripte Python 
 
Kot je prikazano na zgornji sliki, senzorska modula pošiljata temperaturo in 
vlago prek protokola LoRa do usmerjevalnika LoRa, ki nato te podatke posreduje na 
LoRa Gateway Bridge, ki deluje na Raspberry Pi 3. Podatki so nato poslani prek 
posrednika MQTT na strežnik LoRa in aplikacijski strežnik LoRa. Skripta Python 
zajame vse podatke senzorskih modulov, lokacijo GPS, temperaturo in vlago s 
senzorja DHT-22 na Raspberry Pi 3 in preverja prisotnost pooblaščene naprave LoPy. 
Ob poslanem sporočilu posredniku MQTT se sproži »on_message()«, ki nato kliče 
ostale funkcije in shranjuje podatke. Skripta preverja obvestila s strežnika GATT 
(BLE), shranjuje lokacijo GPS in ob intervalih za posodabljanje podatkov na kanalu 
pošlje vse podatke na kanal Thingspeak. Zaženemo vse naprave in počakamo nekaj 
sekund, nato pa se v konzoli izpišejo vsi podatki, kot je prikazano na naslednji sliki. 
3.6  Glavna skritpa Python na Raspberry Pi 3 53 
 
 
Slika 3.27: Prikaz podatkov v konzoli 
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Ob intervalu za posodabljanje podatkov na kanalu se podatki pošljejo na kanal 
Thingspeak in prikažejo v naših grafih.  
 
Slika 3.28: Grafi 
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4  Zaključek 
Končni izdelek RSU je razvit do samostojnega delovanja in zadostuje zahtevam 
projekta. Največ težav smo imeli s komunikacijo Bluetooth, saj ima operacijski sistem 
Raspbian težave z ohranjanjem komunikacije med dvema napravama, zmrzovanjem 
povezave, kar vpliva na celotni program. Težavo smo rešili z uporabo niti in s tem 
ločili delovanje Bluetooth od drugih segmentov. RSU ponuja veliko možnosti za 
nadaljnje raziskave. Lahko bi se na primer uporabil realno časovni operacijski sistem 
in upravljanje shrambe podatkov. Ker prek satelita komunicira s spletom, bi se lahko 
dodalo zajemanje podatkov o lokalnem vremenu npr. s strani [25], zbiranje podatkov 
o prometu in nesrečah ter pošiljanje opozoril mimoidočim vozilom. Še ena možnost je 
dodati uporabo družbenih omrežij, npr. uporabo Twitterja za objavljanje vremenskih, 
prometnih in drugih informacij. Pri nadaljnjem razvoju se mora uporabiti tudi višja 
raven šifriranja in varnosti podatkov. Če bi RSU šel v proizvodnjo, se morajo 
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