Many tasks performed using computer interfaces are very repetitive. While programmers can write macros or procedures to automate these repetitive tasks, this requires special skills. Demonstrational systems make macro building accessible to all users, but most provide either no visual representation of the macro or only a textual representation.
INTRODUCTION
matically in response to tasks demonstrated by the user through the application's own interface [12] . These systems make the benefits of extensibility accessible to the entire user community.
Many applications, such as GNU Emacs [14] , have a macro by example facility, but lack a visual representation for the macros. Without a visual representation, it is impossible to review the operations that compose the macro. When there is an error in such a macro, the macro must be demonstrated once again from scratch. If an error occurs in a macro without a visual representation, the system cannot provide a comprehensible error message explaining which step generated the error.
Though visual representations are clearly important for a macro by example facility, many systems omit this component since it is problematic how to statically display commands executed through an application's graphical user interface. We have developed a technique for visually representing such commands. Previously we used a representation, called editable graphical histories, to provide a visual record of commands executed in a session with a graphical editor [6] . We have extended this technique to represent macros by example, and support the definition and editing of these macros. Here we introduce a macro by example facility that uses editable graphical histories as its visual representation, and discuss the many ways that the macro facility takes advantage of these histories.
The macro by example system described in this paper is implemented as part of Chimera, an editor system with modes for editing 2D illustrations, user interfaces, and text [8] . Macros can currently be defined in both the illustration and user interface editing modes. All of the examples in this paper are generated from the PostScript output of Chimera and its macro by example facility. would allow the user to quickly examine and edit any step.
Representing commands in text-based systems tends to be easier, since the textual commands themselves form a convenient representation. Tinker, a text-based programming by example facility, has a textual audit-trail of steps used in constructing procedures [9] . To edit the demonstrated procedure, the user can either textually edit these steps or the resulting LISP procedure. Tweedle, a graphical editor with both a WYSIWYG view and a textual code view, allows procedures to be generated in both views [1] .
However, to edit a procedure, the user must be able to understand the code view. In the MIKE UIMS, graphical macros can also be defined by demonstration [13] . In this system macros can be defined and edited largely in demonstration mode, but the visual representation of graphical commands is textual.
A programming by example component of SmallStar, a miniature version of the Star user interface, adopts a mixed text and iconic representation for macros [4] . The system uses a predefine set of icons or pictographs to represent entities on the desktop. The domains for which our system is targeted are more graphical in nature, so prefabricated icons will not suffice. As will be discussed in more depth in the next section, our approach is to generate graphics automatically to represent the operations in the macro. [6] . Figure 1 shows a graphical history representation of the commands that added text and a drop shadow to the horizontal oval labeled GENERATOR in Figure 2 . Currently the rendering pass subdues contextual objects by lightening their colors. This usually makes it easy to distinguish these objects from those that participate in the operation.
MACRO DEFINITION Macro definition in Chimera consists of two prima~passes.
In the first pass the task is demonstrated using the regular user interface. The dialogue for this pass is indistinguishable from regular user-interaction-there are no special stop macro recording. Since people often do not think of defining a macro until they have executed the steps at least once, the commands may already have been demonstrated, and no additional repetition is necessary.
In the second pass, the demonstrated sequence of commands is supplemented with additional information to convert this sequence into a macro. The commands executed in this pass are different than those forming the ordinary application dialogue. This pass includes selecting a set of previously executed commands to encapsulate into the macro, selecting arguments for the macro, generalizing the commands to work in other contexts, and debugging and saving the macro. Splitting macro definition into a demonstrational step and a generalization step was first done by Halbert in SmallStar [4] . It has the advantage that the demonstrational pass of the macro is purely demonstrational, and certain constructs, such as conditionals and loops, which are difficult to add by demonstration, can be introduced in a separate non-demonstrational pass.
However, unlike SmallStar which had special commands to start and stop recording a macro, commands in Chimera are always being recorded by an undolredo facility. At any time, users can open up the history window, review the commands executed in a session, or undo and redo some of these commands. They can also select a set of commands to be incorporated into a macro. The history of Figure 1 shows a set of commands that add text to an oval and construct a drop shadow for the oval. Recognizing that drop shadows are necessary for other objects in the scene, we can now extract the relevant panels from the history and turn them into a macro.
First we select these panels using the mouse, and as feedback, the selected panel labels appear in reverse video, as shown in Figure 1 . The macroize operation, which is executed next, takes a panel selection, and opens up a new Macro Builder window on these panels. This window initially contains only those panels that were selected in the commands to execute, and no special operations to start and graphical history, FIGURE 3. Macro Builder window containing operations to add a drop shadow to an object.
Argument Declaration
As the next step, we declare the arguments to the macro. We do this by selecting the arguments where they appear in the panels, and providing them with names. To select a component of a panel, we first have to make the panels editable. This is done by checking the editable box at the bottom of the Macro Builder, which replaces the static graphical representations of the history panels with fully editable graphical canvases. Objects in these canvases can be selected and manipulated in the same manner as objects in a regular scene. The first argument to this macro will be the object for which the shadow is generated. We examine the panels in the macro builder window for an instance of the original oval. This oval appears in each of the panels, so we select any one of these instances, give it the name "object" by typing this name in the Text Input widget of the control panel, and execute the Make-Argument command.
A panel is added to the beginning of the history, depicting the argument selection. Argument declarations are placed at the beginning of our macros, just as they appear at the beginning of traditional procedures. The resulting panel is the first of the sequence of panels depicted in the Macro Builder of Figure 3 . The argument declaration panels show the arguments as they appear before the operations in the macro were invoked, plus additional scene context. They are not just copies of the panels that were used for selecting the arguments. Scene objects that do not exist at the beginning of the macro, such as the oval produced by the copy operation in the third panel of Figure 3 , are not plausible arguments, and Chimera will not allow them to be used for this purpose.
In addition to choosing graphical objects to be arguments to a macro, we can also choose graphical properties such as color or linestyle. To select a graphical property, we can select from the history a widget in which this property is displayed. Widgets can be selected just like any other graphical object. For this macro, we would like the color of the drop shadow to be a second argument. First we locate the panel in which we specified the color. This is the Text Input field of the fourth panel of Figure 3 . We select this widget, and give the second argument the name "color". A new argument declaration panel is created, which is the second panel of Figure 3 .
Recall that our system chooses rendering styles for panel objects according to the objects' roles in the explanation. However in Figure 3 , all objects are rendered in their usual fashion. We automatically revert to this standard rendering when panels are made editable, since these panels become fully editable scenes, and the user may want to query or manipulate the colors and other graphical properties of the objects in these panels. When the panels are restored to their original uneditable state, the original rendering is also restored. of the shadow to lie at the appropriate offset under the original object. Only one of the built-in interpretations for the selection is valid in the context of the last panel: that the object selected at this step is the object created in the third panel.
Generalization
The Generalize-Panel command need not be executed explicitly for every panel in the macro. Another command can be used to set or reset all panels to their default generalization. When the macro is executed, all panels that have never been generalized are automatically given a default generalization.
Generalizing a selection
The system has a number of possible interpretations of object selections. As an example of the types of generaliza- 
Argument.
The object is an argument to the macro.
Constant. The object is a constant in the macro.
Component. The object is a particular component of another object, or a parent of another object. Example: first vertex of a polyline.
Temporal
Reference. The object was referenced in a particular macro step. Example: object created in panel #3.
Position. The obiect shares a particular geometric relationship with ano~her object. E~ample: le~tmost segment of a box.
Selection criteria can also be combined in two ways:
. Disjunction.
Multiple objects selected for different reasons. Example: an object is selected because it is either argument 1 or argument 2. 
Composition.
The composition of multiple selection criteria. Example: first vertex of the second segment of argument 1.
This set of selection criteria is by no means complete. For example, a set of objects may have been selected because they share a particular graphical property in common (e. g., the same fill color), and Chimera cannot detect such an intent. Even within the categories above, there are many other selection criteria that we would like the system to consider. For example, it will not propose that an object was selected because it overlaps another interesting object.
Generalizing a move
The second checklist of Figure 4 explains the system's generalization of the move or drag operation. There are two possible explanations that fit the bill: a relative translation and an absolute move. In this case, the system chooses the relative translation as most likely. If the dragged objects were moved so that the caret, the software cursor, snapped to an object or an intersection point (of either scene objects or alignment lines), then this would be considered the most likely interpretation.
This allows us to define macros that perform geometric constructions, using the snap-dragging interaction technique developed by Bier [2] . To invoke a macro, the user executes a menu command and a macro invocation window pops up on the screen. For the drop shadow macro that we have just defined, this window is shown in Figure 5 Testing the macro. The first row contains a set of test objects. The next row contains the results of invoking the original macro on these objects, using the colors named at the bottoms of the columns. The final row shows the results of invoking the debugged version of the macro.
this parameter is treated as an optional parameter with a default. If the user does not change its value in the macro invocation window, the macro will use the value that was used during demonstration.
Testing and debugging An important part of programming, demonstrational and conventional alike, is the testing and debugging phase. In the top row of Figure 6 we have created four different shapes, in the second row we apply the drop shadow macro to each, using the colors listed at the bottoms of the columns. To create the drop shadow for the circle, we use the dark grey default color already in the macro invocation window. Next, we change the shadow color to black, and apply the macro to the shape composed of splines and arcs. Then, with the shadow color set to light grey, we apply the macro to the text and finally the Bezier curve.
At this point we notice a bug in the macro. Though we expect the macro to add a light grey drop shadow to the Bezier, the drop shadow is black. To debug the macro, we go back to the original Macro Builder window in Figure 3 and examine the commands that it contains. The bug quickly becomes apparent. Though we changed the fill color of the drop shadow, we never changed the line color. On inspecting the results of this initial test again, it is clear that the circle's drop shadow is incorrect as well since it too has a black line, yet we did not notice a problem at first because the shadow is dark.
The graphical history representation supports editing operations on either macros or the history directly, in place. When the panels are made editable, new commands can be executed directly on the panel objects. These additional commands can be propagated into the history at the point at which they are inserted, by executing the Propagate-Panel-FIGURE 7. Final version of the Macro Builder window containing operations to add a drop shadow to an object.
Changes command. When this command is executed, the system transparently undoes all of the operations after the newly inserted operations, executes these new operations, and redoes all of the operations that had been undone. If commands are added to the history, rather than a macro, the editor scene corresponding to this history is updated according to the changes. In all cases, the subsequent panels of the history are regenerated to take into account the changes that had been inserted earlier.
To fix the bug in the macro shown in Figure 3 , we need to add a Set-Line-Color operation. To do this, we type Dark- Panels can also be deleted from histories or macros. The user can select a sequence of panels, and execute a command that removes these commands as well as any effect that they had. As with command insertion, Chimera must reformulate the panels appearing after the change, taking into account the modified scene.
CONCLUSIONS
We have developed a graphical history representation that supports macro construction in a variety of different ways.
The graphical history representation allows people defining new macros by example to review the commands that they have performed. Others who were not present during macro definition time can examine the contents of a macro. The commands are displayed graphically, in the same visual language as the interface itself, thus people who have used the system for ordinary editing can understand the macro representation.
The history representation provides a means of selecting operations. This is useful for two different steps of macro creation, At any time, the user can scroll through the history, and select out useful commands for a new macro. Accordingly, Chimera needs no additional commands to start and stop macro recording. Later, a user may want to view or change the generalizations associated with a set of panels.
Again, the graphical representation can be used to select the appropriate panels.
The macro representation makes it very easy to select arguments. After selecting the checkbox that makes the panels of a macro editable, we can select objects directly in the panels and turn them into arguments. Graphical properties can also be turned into arguments by selecting the widgets that set these properties from the macro panels.
Macros are not always defined correctly the first time, and the histories present an interface for editing commands. New commands can be inserted by invoking additional commands in the editable panels, and executing a command that propagates the changes. Unwanted commands can be removed by selecting panels and deleting them.
The macro system itself often refers to the representation when communicating important information to the user.
During the generalization process, the interpretation of a command may refer back to steps made at an earlier point in time. For example, the system often needs to refer to an object that was created in a particular panel, or a measurement that was made at a certain step. Macros can generate run-time errors if they are invoked on objects of the incorrect type. Chimera also uses the macro representation to indicate which panel of the macro generated an error. We could also use the panels to specify additional command generalizations when the existing ones fail. For example, one step in a macro might involve reducing a box's width by half. If the system is incapable of inferring the desired intent of this operation, the user might be able to add annotations to the panels that make the intent explicit. Since the pane!s are editable, the user might be able to use direct manipulation technil~ues to define a temporal constraint between the width of tlie box at two different points in time (or panels). The interface for doing this might be similar to Chimera's interface for defining constraints between separate objects.
There are a number of basic ways in which our macro by example facility can be enhanced. Currently when we save macros, we save all of the scene state, which allows us to restore the original graphical representation of macros for subsequent editing. This increases the storage requirements of the macro. We could also provide an option that automatically strips superfluous scene objects from the macro. Not only would this reduce storage, but it might also make the graphical macro representation clearer since it would contain no extraneous objects,
We would also like to expand the generalizations that Chimera is capable of making, so that a greater number of useful macros by example can be defined. Loops and conditionals would also increase the power of our macro facility.
We have experimented with using graphical search [5] and constraint-based search [7] as iteration mechanisms for graphical macros, but others would be helpful as well.
Finally, it is important to provide a means of representing changes to the macros within the graphical representation, so that changes can be undone. Currently, Chimera can generate histories for macro panels that have been edited, but once the panel changes have been propagated into the macro, or a panel has been deleted, the information is lost. 
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