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pokyny
Vytvořte webovou aplikaci, která bude umožňovat prohlížení, tvorbu a úpravu požadavků (a souvisejících elementů) evidovaných v
databázi nástroje Enterprise Architect.
Zadání může být vedoucím práce rozšířeno o níže uvedené funkcionality v závislosti na míře složitosti vývoje základu aplikace.
Možná rozšíření:
A. Grafické zvýrazňování změn požadavků od určitého termínu či verze (inspirace z Microsoft Word).
B. Zobrazování a editace požadavků v přímo v diagramu.
C. Generování dokumentace (RTF/LATEX/,...)
Zadání řešte projektovým způsobem[2], s využitím iterativního vývoje, pod BSD licencí a využitím jazyka UML a nástroje Enterprise
Architect[1]. Veškerou dokumentaci projektu včetně počtu odpracovaných na jednotlivých úkolech/činnostech průběžně nahrávejte na FREE
PUBLIC ASSEMBLA PROJEKT[4]. Při návrhu a implementaci uživatelského rozhraní klaďte důraz na jednoduchost a intuitivnost ovládání.
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Abstract
The main aim of this bachelor thesis is creating of web based application, providing requi-
rement management for Enterprise Architect database. The application is starting as brand
new independent project designated to another development. Emphasis is placed especially
on simplicity and intuitive control.
The content of this document is complete project documentation generated gradually du-
ring iterative development. The work arises under the BSD license using UML and Enterprise
Architect tool.
Abstrakt
Hlavním cílem této bakalá°ské práce je vytvo°it webovou aplikaci, umoº¬ující správu po-
ºadavk· evidovaných v databázi nástroje Enterprise Architect. Aplikace vzniká jako zcela
nový a samostatný projekt ur£ený k dal²ímu rozvíjení. D·raz je kladen p°edev²ím na na
jednoduchost a intuitivnost ovládání.
Obsahem tohoto dokumentu je kompletní projektová dokumentace vznikající postupn¥
b¥hem iterativního vývoje. Práce vzniká pod BSD licencí s vyuºitím jazyka UML a nástroje
Enterprise Architect.
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Kapitola 1
Úvod
1.1 Seznámení s projektem
P°edm¥tem této bakalá°ské práce je vytvo°ení webového editoru pro poºadavky k mode-
lovacímu nástroji Enterprise Architect1 (dále jen EA) od spole£nosti Sparx Systems.
Zmi¬ovaný nástroj slouºí vývojovému týmu k postupnému modelování nov¥ vyvíjeného
po£íta£ového softwaru prost°ednictvím standardizovaných diagram· UML [8]. Tyto pojmy
zde nebudou dále rozebírány, protoºe to není obsahem práce. D·leºité je, ºe nástroj pracuje
s mnoha prvky diagramu z nichº jedním typem jsou práv¥ poºadavky2, na které se budeme
dále zam¥°ovat. Celý projekt je pak uloºen v lokálním databázovém souboru, který m·ºe být
v korporátním prost°edí nahrazen repozitá°em ve skute£né sdílené databázi prost°ednictvím
intranetu nebo extranetu.
Samotný webový editor pak bude slouºit jako jakýsi externí nástroj, který s touto da-
tabází bude um¥t pracovat a modiﬁkovat jí takovým zp·sobem, aby z·stala zachována její
konzistence a integrita a ve²keré zm¥ny byly okamºit¥ promítnutelné do projektu v nezávisle
spu²t¥ném nástroji EA.
1.2 Cíle a motivace
Hlavní motivací projektu je jednoduché, p°ehledné a intuitivní prost°edí bez zbyte£ných
pokro£ilých funkcí, odsti¬ující správu poºadavk· od zbytku projektu p°i zachování v²ech
náleºitých souvislostí. Dal²í výhodou tohoto °e²ení je pak moºnost správy jednotlivých po-
ºadavk· z libovolného po£íta£e prost°ednictvím webového prohlíºe£e bez nutnosti instalova-
ného prost°edí EA. Kup°íkladu tedy n¥kde v terénu, na cizím po£íta£i, p°es mobilní telefon
apod.
1<http://www.sparxsystems.com/products/ea/>
2Jednotná zdokumentovaná pot°eba (fyzická nebo funk£ní), kterou musí um¥t ur£itý produkt nebo proces
naplnit. Více [25].
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1.3 Cílová skupina
Cílovou skupinou pro toto °e²ení jsou pak p°edev²ím takoví £lenové vývojového týmu,
kte°í nemají p°íslu²ná oprávn¥ní a pravomoce k manipulacím s jinými entitami projektu,
neº jsou samotné poºadavky, nebo ti, kte°í t°eba jenom nemají dostate£né technické znalosti
k práci se samotným vývojovým prost°edím EA. Jedná se tedy p°edev²ím o lidi na vy²²ích
°ídících pozicích (kte°í mají sv·j zájem omezen pouze na manipulaci s poºadavky) a nebo o
lidi pro správu poºadavk· speciáln¥ ur£ené.
1.4 Metodika vývoje
Vývoj projektu bude probíhat iterativním zp·sobem. Práce bude podle Po£áte£ního
plánu projektu (viz kapitola 2) rozd¥lena na jednotlivé díl£í úseky nazvané iterace. Ob-
sahem kaºdé iterace bude samostatný cyklus analýzy, návrhu, p°edev²ím implementace a v
neposlední °ad¥ i testování a nasazení. Výsledkem kaºdé iterace by m¥la být funk£ní aplikace
s ur£itou omezenou funkcionalitou, coº by m¥lo celý projekt posouvat neustále kup°edu.
Projekt tak bude vznikat po £ástech a postupn¥.
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Po£áte£ní plán projektu
2.1 WBS
Celý projekt byl pomocí technologie WBS [28] rozloºen do následující struktury: Obrázek
2.1 a obrázek 2.2.
2.2 Iterace
Práce na projektu byla na základ¥ rozkladuWBS rozd¥lena do následujících deseti iterací,
které po£tem zhruba pokrývají £asové období ur£ené k vypracování samotného projektu.
Jednotlivé iterace by si se m¥ly vzájemn¥ zhruba rovnat podle náro£nosti jejich dosaºení.
P°edpokládaná doba realizace jedné iterace je zhruba 10 - 40 hodin práce v závislosti na
vzniku moºných komplikací.
• 1. iterace
 seznámení se s projektem
 analýza proveditelnosti
∗ instalace prost°edí EA
∗ konﬁgurace prost°edí EA pro databázový repozitá°
∗ analýza databáze a tabulek
• 2. iterace
 analýza strukturálních vazeb v databázi
 p°íprava vývojového prost°edí
∗ upgrade vývojového prost°edí
∗ nasazení frameworku
∗ vytvo°ení prázdného projektu
 prototyp projektu
∗ konﬁgurace databáze
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∗ modelu poºadavku (p°íp. dal²ích souvisejících entit)
∗ vytvo°ení základní CRUD [13] manipulace s poºadavkem
• 3. iterace
 tvorba dokumentace
∗ úvod do projektu
∗ plánu projektu
 autentizace
∗ uºivatelský model (p°íp. dal²ích souvisejících entit)
∗ zabezpe£ení aplikace
∗ autorizace
 strukturování
∗ model balí£k· (p°íp. dal²ích souvisejících entit)
∗ zm¥na layoutu aplikace
∗ implementace stromové struktury
• 4. iterace
 graﬁcké prvky
∗ extrakce graﬁckých prvk· z EA
∗ postprodukce graﬁckých prvk·
∗ implementace graﬁckých prvk· do projektu
 základní vzhled
∗ zm¥na layoutu aplikace
∗ základní stylování
 související elementy
∗ analýza souvisejících element·
∗ vytvo°ení model· pro jednotlivé elementy
• 5. iterace
 implementace element·
∗ napojení element· do aplikace
∗ vhodná graﬁcká úprava
∗ prohlíºe£ element·
∗ moºnost základní manipulace s elementy
• 6. iterace
 manipulace s poºadavky
∗ p°esouvání poºadavk·
∗ verzování poºadavk·
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∗ accounting poºadavk·
 dal²í p°ídavné funkce a p°idaná hodnota
∗ drobná vylep²ení
• 7. iterace
 diagramy a grafy
∗ analýza EA skript· na generování graf·
∗ p°íprava konzistentních dat pro grafy
∗ zobrazení graf·
∗ interakce s grafy
• 8. iterace
 export
∗ zvolení vhodného výstupu
∗ p°íprava konzistentních dat pro export
∗ implementace exportu
∗ správa exportovaných soubor·
• 9. iterace
 dal²í funkce
∗ drobná vylep²ení
 p°eklad
∗ p°eklad do £e²tiny
∗ implementace p°epínání lokalizace
 tvorba dokumentace
∗ testování funk£ních poºadavk·
∗ testování p°ípad· uºití
∗ testování vstup·
∗ testování zabezpe£ení
• 10. iterace
 opravy chyb nalezených p°i testování
 rezerva
2.3 Rizika projektu
Po zhodnocení WBS a Prvotního plánu projektu jsem sestavil seznam následujících bod·,
obsahující faktory, které jsou pro pr·b¥h projektu n¥jakým zp·sobem rizikové:
• Analýza
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 Proveditelnost
Ur£ité riziko se skrývá i v celé proveditelnosti projektu samotného. Je zapot°ebí
zanalyzovat databázi prost°edí EA a zjistit, zda je v·bec moºné ji extern¥ modi-
ﬁkovat bez ztráty její integrity a zda je EA takovéto ochoten v·bec akceptovat.
Nezdar by mohl ohrozit celý projekt.
• Návrh
 patný model databáze
Dal²í riziko m·ºe vyvstat uº p°i samotném návrhu, kdy se budou postupn¥ rodit
modely jednotlivých entit a objekt·. Riziko zde vidím hlavn¥ proto, ºe pracuji
s jiº navrºeným modelem databáze jednotlivé tabulky v£etn¥ jejich vztah· jiº
existují. Modelování rela£n¥ mapovaných objekt· (dále jen ORM [23]) je pak do
jisté míry omezeno a p°edev²ím iterativní vývoj m·ºe zp·sobit, ºe se jednotlivé
modely budou muset v pr·b¥hu celého projektu £ast¥ji p°ed¥lávat, coº by mohlo
zp·sobit £asové prodlevy.
• Implementace
 Nejasnost zadání
Mezi hlavní rizikové faktory projektu m·ºeme za°adit i implementaci tzv. sou-
visejících element·. Toto slovní spojení pochází p°ímo ze zadání práce samotné
a jeho interpretace v kontextu projektu je zcela nejednozna£ná. Riziko tak spo-
£ívá ve správné identiﬁkaci pat°i£ných databázových struktur mimo hlavní entity
poºadavk· a p°edev²ím jejich graﬁckém a pojetí, které musí být p°ehledn¥ zvlád-
nuté.
 Diagramy a grafy
Dal²í kritický bod by mohlo být sestavení a zobrazení vizuálních diagram· a graf·,
kde bude nutné nejprve zjistit, jak toto °e²í EA a následn¥ se pokusit jeho °e²ení
p°evzít. Potencionáln¥ získané algoritmy v²ak budou muset muset býti výrazn¥
ohnuty na míru této aplikaci. V p°ípad¥ neúsp¥chu se nabízí alternativa v podob¥
omezeného zobrazení pomocí technologií t°etích stran, nap°. Google Charts1.
Na v²echny vý²e uvedená rizika bude b¥hem vývoje brán zvý²ený z°etel, aby jejich dopad
na výsledek byl pokud moºno minimální.
2.4 Funk£ní poºadavky
Systém bude p°edev²ím jednoú£elový a vyhotoven p°esn¥ na míru jeho zadání, které je
sice samo o sob¥ jiº dost výmluvné, nicmén¥ zde uvedu seznam p°edpokládaných funk£ních
poºadavk· na systém a i n¥kolik scéná°· p°ípadu uºití. íslo v závorce udává p°edpokládanou
prioritu jednotlivých poºadavk·.
1<https://developers.google.com/chart/>
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1. P°ihlá²ení (4)
Systém bude umoº¬ovat p°ihlá²ení. Nebude dostupný komukoliv a pro jeho pouºívání
bude nutné zadat jméno a heslo. P°i jeho prvním spu²t¥ní se vytvo°í sada p°ednasta-
vených uºivatelských ú£t· se standardními hesly.
2. Uºivatelské role (2)
Systém bude rozli²ovat více druh· uºivatelských rolí, kde kaºdá role bude kaskádov¥
obsahovat mén¥ £i více funkcí, neº ta p°edchozí resp. následující. Více o rolích v samo-
statné sekci.
3. Zobrazení diagramové struktury element· (5)
Systém bude zobrazovat diagramovou stromovou strukturu element· známou z pro-
st°edí EA, která bude interaktivní a umoº¬ovat rozkliknutí libovolného objektu a vy-
listování si jeho p°idruºených poºadavk·. Tato struktura by m¥la obsahovat i základní
graﬁcké prvky a ikony.
4. Prohlíºení poºadavk· (5)
Systém bude umoº¬ovat jednotlivé elementy poºadavk· otvírat a zobrazovat jejich
ve²keré podrobnosti.
5. Úprava poºadavk· (5)
Systém bude umoº¬ovat plnohodnotnou manipulaci s elementy poºadavk· a po ote-
v°ení je tedy bude moºné upravit. K tomuto ú£elu bude dostupný p°ehledný formulá°
poskytující r·zné p°ednastavené seznamy moºných hodnot, na£tené dynamicky p°ímo
z databáze EA.
6. Tvorba poºadavk· (5)
Systém bude umoº¬ovat nový element poºadavku také p°idat a umístit do konkrét-
ního balí£ku. K tomuto ú£elu bude dostupný p°ehledný formulá° poskytující r·zné
p°ednastavené seznamy moºných hodnot, na£tené dynamicky p°ímo z databáze EA.
7. Mazání poºadavk· (5)
Systém bude umoº¬ovat jiº existující elementy poºadavk· i úpln¥ odstranit z projektu.
Na tuto operaci se systém nejprve zeptá pro potvrzení.
8. P°esouvání poºadavk· (3)
Systém bude umoº¬ovat i n¥které dal²í pokro£ilé manipulace s poºadavky jako na-
p°íklad jejich p°esun mezi jednotlivými objekty a balí£ky, kopírování atp. Konkrétní
akce budou up°esn¥ny b¥hem tvorby projektu prost°ednictvím sb¥ru poºadavk· od
zadavatele.
9. Volitelné verzování poºadavk· (1)
Systém bude voliteln¥ uchovávat historii v²ech provedených zm¥n v poºadavcích a bude
schopen je graﬁcky znázornit pomocí £asových razítek na £asové ose. Díky tomu bude
moºné se kdykoliv vrátit do libovolné p°edchozí verze a zárove¬ tak mít p°ehlednou
informaci o jejich postupném vývoji.
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Konkrétní podoba tohoto poºadavku bude up°esn¥ny b¥hem tvorby projektu prost°ed-
nictvím sb¥ru poºadavk· od zadavatele.
10. Volitelné graﬁcké zobrazení element· v diagramech (1)
Systém bude voliteln¥ vizualizovat ur£ité grafy a diagramy z prost°edí EA, které bu-
dou zrovna spadat do kontextu aktuáln¥ prohlíºené entity. Tato funkcionalita by m¥la
spoléhat na lokální scripty EA, které by m¥ly poskytnout identický vzhled i mimo tuto
aplikaci.
Konkrétní podoba tohoto poºadavku bude up°esn¥ny b¥hem tvorby projektu prost°ed-
nictvím sb¥ru poºadavk· od zadavatele.
11. Volitelný export poºadavk· pro tvorbu dokumentace (1)
Systém bude voliteln¥ poskytovat funkcionalitu exportování v²ech díl£ích poºadavk·
do plaintextového LATEXsouboru, který bude moºné postprocesovat v tomto prost°edí
jako plnohodnotnou dokumentaci poºadavk· k danému projektu.
Konkrétní podoba tohoto poºadavku bude up°esn¥ny b¥hem tvorby projektu prost°ed-
nictvím sb¥ru poºadavk· od zadavatele.
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2.5 P°ípady uºití
Následující obrázek znázor¬uje základní p°ípady uºití navrhovaného systému:
Obrázek 2.3: P°ípady uºití
2.6 Scéná°e p°ípad· uºití
Následující tabulka demonstruje základní scéná°e uºití:
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Jméno p°ípadu uºití P°ihlá²ení do systému
Zú£astn¥ní akté°i Uºivatel, Systém
Tok událostí
1. Uºivatel zadá URL adresu do prohlíºe£e.
2. Systém zobrazí p°ihla²ovací formulá°.
3. Uºivatel zadá své p°ihla²ovací údaje (jméno a heslo) a
stiskne tla£ítko P°ihlásit se.
4. Systém se pokusí se najít zadaného uºivatele v databázi.
4.1. {Uºivatel byl nalezen} Systém zahashuje vloºené
heslo.
4.2. Systém porovná zahashované heslo s hashí získanou
z databáze.
4.2.1. {Hashe se rovnají} Systém zaloºí uºivatelské se-
zení s p°íslu²nou rolí.
4.2.2. Systém zobrazí úvodní obrazovku se stromovým
výpisem diagramové struktury.
4.2.3. Uºivatel je p°ihlá²en. Konec.
4.3. Uºivatel není p°ihlá²en z d·vodu neplatnosti hesla.
Konec.
5. Uºivatel není p°ihlá²en, protoºe jeho ú£et nebyl nalezen.
Konec.
Vstupní podmínky Uºivatel má spu²t¥ný webový prohlíºe£, ale není na stránce
systému. Rovn¥º není a nebyl p°ihlá²en.
Výstupní podmínky Uºivatel je na úvodní stránce systému a je p°ihlá²en.
Poºadavky kvality Systém nesmí p°ihlásit nikoho s neexistujícím jménem nebo ne-
platným heslem.
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Jméno p°ípadu uºití Úprava existujícího poºadavku
Zú£astn¥ní akté°i Uºivatel, Systém
Tok událostí 1. Uºivatel si vybere poºadavek k editaci.
2. Uºivatel klikne na tla£ítko Upravit u tohoto °ádku.
3. Systém dostane ID poºadavku a na£te jej z databáze.
4. Systém zobrazí formulá° pro tvorbu a editaci poºadavku.
5. Systém do zobrazeného formulá°e vyplní na£tené hodnoty.
6. Uºivatel si vybere atributy, které by rád zm¥nil.
7. Uºivatel provede poºadované zm¥ny.
8. Uºivatel klikne na tla£ítko Uloºit.
9. Systém zaktualizuje v²echny nové informace v databázi.
Vstupní podmínky Uºivatel je p°ihlá²en a má otev°ený p°íslu²ný balí£ek.
Výstupní podmínky Poºadavek je trvale zm¥n¥n v databázi.
Poºadavky kvality Operace je systémem dokon£ena do 5 sekund.
2.7 Obecné poºadavky
Následuje seznam kvalitativních poºadavk·:
1. Systém bude kompatibilní s prost°edím Enterprise Architect.
Systém jako takový bude v podstat¥ plugin pro aplikaci Enterprise Architect a proto
jako hlavní obecný poºadavek musí být vedena plná interkompatibilita tímto prost°e-
dím. Konkrétní nasazení bude testováno na verzi 11 Corporate Edition.
2. Systém bude jednoduchý a spolehlivý.
Systém nebude obsahovat ºádné zbyte£né konstruk£ní sloºitosti a p°ídavné proprietární
funkce. Bude up°ednost¬ovat hlavn¥ kvalitu p°ed kvantitou, coº znamená, d·raz bude
kladen p°edev²ím na primární funkcionalitu a její spolehlivost.
3. Systém bude dále roz²i°itelný.
Celý systém bude moºné dále libovolným zp·sobem roz²i°ovat, £emuº p°isp¥je hlavn¥
p°ehledný a dob°e strukturovaný zdrojový kód.
4. Systém bude uºivatelsky p°ív¥tivý.
Systém nebude obsahovat ºádné zbyte£né graﬁcké prvky, které by zastávaly pouze
dekorativní funkci. M¥l by sice být graﬁcky líbivý, av²ak jednoduchý, £istý a p°ehledný,
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aby jeho uºivatel zbyte£n¥ netápal a vºdy v¥d¥l jak dosáhnout svého cíle. Jinými slovy
bude kladen extra d·raz na jeho intuitivnost.
5. Systém bude multiplatformní na stran¥ serveru.
Systém bude moºné provozovat na v²ech b¥ºn¥ provozovaných webových serverech pod
r·znými opera£ními systémy jako nap°. Linux, Windows £i Unix.
6. Systém bude multiplatformní na stran¥ klienta.
Systém bude moºné pouºívat na v²ech b¥ºn¥ pouºívaných webových prohlíºe£ích jako
nap°. Internet Explorer2, Mozilla Firefox3, Opera4 a dal²í a to nezávisle na platform¥.
7. Systém bude podporovat lokalizaci.
Systém bude napsán ve frameworku, který má silnou podporu lokalizace. Ve²keré tex-
tové °et¥zce tedy budou slouºit jako lokaliza£ní klí£e pro dynamický p°eklad do libovol-
ného jazyka. Systém bude vyhotoven v jazyce anglickém a p°eloºen do jazyka £eského.
Mezi t¥mito jazyky bude moºné za chodu p°epínat.
8. Systém bude zabezpe£ený.
Systém bude díky pouºitému frameworku mimo jiné také bezpe£ný. To znamená, ºe
by nem¥l umoºnit p°ihlá²ení neautorizovaného uºivatele.
2<http://windows.microsoft.com/cs-cz/internet-explorer/download-ie>
3<https://www.mozilla.org/cs/firefox/new/>
4<http://www.opera.com/cs/computer>
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Obrázek 2.1: WBS - 1. £ást
13
KAPITOLA 2. POÁTENÍ PLÁN PROJEKTU
Obrázek 2.2: WBS - 2. £ást
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1. iterace
3.1 Zadání iterace
První iterace má za úkol p°edev²ím posbírat základní informace o projektu, podrobn¥ se
s nimi seznámit a hlavn¥ vytvo°it Analýzu proveditelnosti 3.2.2.
3.2 Analýza
3.2.1 Analýza p°ípad· uºití
Prost°ednictvím analýzy p°ípad· uºití byly v systému identiﬁkovány následující uºiva-
telské role:
1. Host (Guest)
Role bez jakýchkoliv dal²ích oprávn¥ní. Jejím ú£elem je pouze moºnost se do systému
p°ihlásit a zase odhlásit. Dala by se charakterizovat jako read-only. Tedy jenom pro
£tení. Takový uºivatel m·ºe do v²eho nahlíºet, listovat tím, ale nem·ºe nic m¥nit.
2. Uºivatel (User)
B¥ºná uºivatelská role umoº¬ující tak°ka v²e v systému dostupné. Jsou zde moºné
editace, tvorba nových poºadavk·, v²echny pokro£ilé funkce, vizualizace, exporty atp.
3. Administrátor (Admin)
Speciální správcovská role umoº¬ující oproti b¥ºnému uºivateli p°edev²ím mazání ele-
ment·, správu uºivatel· a pokro£ilou konﬁguraci systému samotného.
3.2.2 Analýza proveditelnosti
Projekt Enterprise Architect Plugin (dále jen EAP), si klade za cíl vytvo°it funk£ní plugin
pro paralelní úpravu a správu poºadavk· v práv¥ otev°eném aktuálním projektu prost°edí
EA prost°ednictvím sdílené databáze obsahující repozitá° s projektovými daty.
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P°edpoklad je, ºe EA vyuºívá standardní databázový model vzájemn¥ propojených tabu-
lek, které budou voln¥ p°ístupné (dotazovatelné) i mimo prost°edí EA a struktura vnit°ních
dat bude v natolik £itelné a srozumitelné podob¥, ºe jí bude velice snadné simulovat.
K tomuto ov¥°ení je v²ak nejprve pot°eba mít prost°edí EA pro tento druh projekt·
správn¥ nakonﬁgurované, protoºe databázové repozitá°e nejsou jeho výchozím nastavením.
(Ve výchozí instalaci se projekty ukládají do lokálních soubor·, které p°edstavují malou sou-
borovou databázi blíºe nezkoumaného typu. Podrobný návod, jak tohoto nastavení správn¥
docílit naleznete v sekci 3.4.1.
3.2.3 Analýza databáze a tabulek
Po úsp¥²ném zprovozn¥ní databázového repozitá°e v prost°edí EA je na £ase zanalyzovat
jeho databázovou strukturu. Databáze obsahuje n¥kolik málo tabulek s preﬁxem usys a zby-
tek drtivé v¥t²iny s preﬁxem t_. Celou její implementaci zaji²´uje voln¥ dostupné MySQL1.
Výsledkem analýzy je dobrá zpráva a sice, ºe projekt EAP je moºné provést p°esn¥ podle
jeho úvodních p°edpoklad·. Data v tabulkách jsou velice jasn¥ strukturovaná a p°edev²ím
v plaintextové form¥, takºe odpadá situace s p°ípadným dekódováním do £itelné podoby.
Celá databáze je velmi siln¥ textov¥ orientovaná, coº mi p°ipadá dosti nezvyklé. Datové
typy varchar a text zde vedle int skute£n¥ p°evládají a drºí z nepochopitelného d·vodu i
hodnoty jako jsou nap°íklad £asová razítka a r·zné p°idruºené vlastnosti objekt·, které by
mohly pomocí cizího klí£e býti referencovány do separátních tabulek, které jsou zde dokonce
p°ítomny!
Podle mého názoru tak tento stav vypovídá o tom, ºe celá funkcionalita databázových
repozitá°· byla do prost°edí EA zabudována aº mnohem pozd¥ji, kdy jiº byla datová struk-
tura pevn¥ dána. P°es to, ºe index· je v databázi skute£n¥ dost a n¥které klí£e jsou dokonce
p°es vícero sloupc·, nena²el jsem ºádnou referen£ní integritu, takºe výhody enginu InnoDB2
v·bec nevynikají.
3.2.4 Deﬁnice poºadavku
Po d·kladném prozkoumání databáze a identiﬁkace poºadavku samotného (tak, jak jej
chápe EA) jej nyní m·ºeme p°esn¥ deﬁnovat.
Prost°edí EA pracuje se ²irokou ²kálou r·zných entit a´ uº se jedná o elementy standardu
UML £i jiných modelovacích jazyk·. Entitou pak m·ºe být vlastn¥ cokoliv, nap°. t°eba aktér,
diagram, t°ída, p°ípad uºití a nebo kone£n¥ i samotný poºadavek. V²echny tyto entity má
systém v databázi uloºené jako jednotlivé objekty r·zných typ·. A poºadavek je jedním z
nich.
Poºadavek je ale v celém ekosystému prost°edí EA nejenom typ objektu, ale sou£asn¥
i jednice z mnoºiny atribut·, k jednotlivým objekt·m variabiln¥ p°idruºená. Jednodu²eji
1<http://www.mysql.com/>
2Typ ukládání dat v MySQL.
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°e£eno pak v¥t²ina objekt· (technicky vzato kaºdý) m·ºe obsahovat mnoºinu t¥chto dal²ích
poºadavk· (budeme jim °íkat poºadavky na objekt), coº jsou v podstat¥ takové textové po-
známky k dané entit¥ (£i objektu, chcete-li) a její problematice. Atributy mají tyto poºadavky
na objekt pak velice podobné t¥m, jako u samotného poºadavku, jen mírn¥ redukované.
3.2.5 Výsledek analýzy
Pro projekt EAP je výsledný stav velice uspokojivý, protoºe není nutné z databáze na-
£ítat a spojovat veliké mnoºství tabulek k získání pot°ebného vzorku informací. Samotný
objekt poºadavku na objekt je uloºen v tabulce t_objectrequires a obsahuje v²echny pot°ebné
atributy a vlastnosti. Kaºdý takový poºadavek v²ak musí p°íslu²et n¥jakému diagramovému
objektu (mezi které pat°í i oby£ejný poºadavek), který reprezentuje tabulka t_object skrze
cizí klí£ Object_ID. Jednotlivé objekty jsou pak t°ízeny do stromové struktury prost°ednic-
tvím tzv. balí£k·, které nalezneme v tabulce t_package skrze cizí klí£ Package_ID. Tyto t°i
tabulky tak budou pro celý projekt EAP st¥ºejní a jim v¥nujeme nejv¥t²í pozornost.
I kdyº jsou moºná dva typy poºadavk· dosti zavád¥jící skute£ností, nedá se s tím bohuºel
nic d¥lat. Tato struktura je dána návrhem databáze autor· EA a musíme jí tedy respektovat.
Projekt EAP se bude snaºit n¥jakým zp·sobem umoºnit editaci jak oby£ejných poºadavk·,
tak i p°idruºených poºadavk· na objekt.
3.3 Návrh
3.3.1 Zvolené prost°edí a technologie
P°esto, ºe prost°edí EA podporuje nespo£et typ· samotné databáze, celé °e²ení bude
vyvíjeno a testováno ve voln¥ ²i°itelném MySQL [9]. Tento typ databáze byl vybrán pro
jeho po£etnou roz²í°enost v daném segmentu nekomer£ních a polokomer£ních aplikací. Mimo
jiné také pro jeho snadnou dostupnost a mohutnou uºivatelskou základnu [10] poskytující
brilantní podporu p°i °e²ení nejr·zn¥j²ích problém·.
Aplikace jako taková bude uºivateli dostupná jako webová stránka dostupnou prost°ed-
nictvím sít¥ Internet standardním protokolem HTTP [18].
Samotnou implementaci projektu pak bude zast°e²ovat framework CakePHP [1], který
ur£il i vývojovou platformu a programovací jazyk PHP [4]. Výb¥r programovacího jazyka
tak netradi£n¥ podlehl zvolenému frameworku, který jsem vybral díky jeho skv¥lému objek-
tovému mapování na databáze, coº se pro tento typ °e²eného projektu velice dob°e hodí.
Dal²ím plusem jsou pak je²t¥ £etné zku²enosti a praxe v samotném frameworku, coº mi
umoºní projekt implementovat daleko efektivn¥ji, neº kdybych pracoval s n¥jakými nezná-
mými technologiemi, které je nutné nejprve studovat. Díky CakePHP bude také mimo jiné v
budoucnu velice snadné celou databázovou vrstvu (p°i zachování stávající struktury objekt·)
zmigrovat na jiný typ databáze, kup°íkladu PostgreSQL3 £i dokonce SQLite4.
3<http://www.postgresql.org/>
4<http://www.sqlite.org/>
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Na stran¥ serveru bude aplikace ur£ená a testovaná p°edev²ím pro b¥hové prost°edí
Apache [2] a to jak na platform¥ Microsoft Windows [7], tak na platform¥ Linux Ubuntu [6].
Systém bude produkovat standardní HTML5 [30] výstup stylovaný kaskádovými styly CSS3
[29] a dopln¥n JavaScriptem [31].
3.4 Nasazení
3.4.1 Konﬁgurace EA pro databázový repozitá°
Výchozím bodem tohoto postupu je platforma Windows s instalovaným a pln¥ funk£ním
prost°edím EA verze 11 ve výchozím nastavení a s funk£ní databází MySQL verze 5.6.20.
Návod bude velice podobný, ne-li p°ímo stejný, i pro jiné verze, av²ak nebyl na nich otestován.
Instalace t¥chto program· není p°edm¥tem tohoto návodu. Prost°edí EA je pln¥ komer£ní
produkt, kterého jsem nabyl skrze univerzitní licenci, zatímco databázový server MySQL je
voln¥ dostupný ke staºení na stránce <http://www.mysql.com>.
• Tvorba repozitá°e.
A´ uº se to zdá divné £i ne, samotný repozitá° je nutné vytvo°it v databázi ru£n¥. Spo-
le£nost Sparx Systems na²t¥stí dodává pln¥ funk£ní SQL soubory obsahující kompletní
databázové schéma. M·ºete si je stáhnout z jejich webu, pop°ípad¥ budou p°iloºeny k
projektu ve sloºce Install jako bu¤:
MySQL_MyISAM_EASchema.sql
Nebo:
MySQL_InnoDB_EASchema.sql
Soubory jsou dva v závislosti na pouºitém databázovém enginu. P°esto, ºe mám kv·li
rychlosti rad¥ji MyISAM, jsem v²ak musel nakonec instalovat InnoDB verzi, protoºe ta
p°edchozí m¥la n¥jaké nestandardní poºadavky na velikost datových typ·, které engine
ve výchozím nastavení nebyl schopen akceptovat. To stejné doporu£uji i Vám, získáte
tak integritn¥ daleko siln¥j²í sadu tabulek.
Jen pro úplnost zde je²t¥ uvedu, ºe kaºdý projekt má svojí vlastní databázi. Nejedná
se tedy o jednu ob°í databázi, co pojme n¥kolikero projekt·, ale pro kaºdý nový EA
projekt musíte ru£n¥ vytvo°it novou a prázdnou SQL databázi libovolného jména s
kódováním utf8_general_ci. Pro na²e pot°eby je to databáze nazvaná pochopiteln¥ ea.
Jakmile tuto databázi vytvo°íte, sta£í v ní provést v²echny p°íkazy obsaºené v SQL
souboru a to bu¤ p°es nástroj MySQL Workbench5 jejich vykopírováním ze souboru a
nebo velice snadno skrze importovací funkci webového rozhraní phpMyAdmin6, které
5<http://www.mysql.com/products/workbench/>
6<http://www.phpmyadmin.net/>
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pomohlo i m¥. Pokud se v²echny tabulky vytvo°ily úsp¥²n¥ a nic nezahlásilo chybu,
repozitá° je úsp¥²n¥ vytvo°en.
Podrobn¥j²í návod v anglickém jazyce viz <http: // www. sparxsystems. com/ enterprise_
architect_ user_ guide/ 9. 2/ projects_ and_ teams/ createanewmysqlrepository.
html>.
• Instalace a konﬁgurace ovlada£e ODBC.
Prost°edí EA vyuºívá pro spojení s databází standardizovaný ovlada£ (nebo také ko-
nektor) ODBC [22]. Pouºil jsem aktuální ve verzi 5.3.4. Na verzi ale pochopiteln¥
nezáleºí, pokud je vy²²í neº 5.1.5, coº uvádí p°ímo výrobce EA. Co je ov²em d·le-
ºité si uv¥domit je, ºe nezávisle na OS je prost°edí EA 32-bitovou aplikací. Zku²eným
uºivatel·m to p°ijde automatické, ale pro správné fungování je nutné stáhnout p°íslu²-
nou 32-bitovou verzi ovlada£e ODBC. Aktuální ovlada£ naleznete na adrese <http:
//dev.mysql.com/downloads/connector/odbc/>. Doporu£uji verzi v MSI [20] ba-
lí£ku pro snadn¥j²í instalaci.
Po instalaci uº jen sta£í tento ovlada£ p°idat do zdroj· dat v ovládacím panelu ODBC.
Op¥t musíme pouºít 32-bitový ovládací panel, který nalezneme na cest¥:
C:\Windows\SysWOW64\odbcad32.exe
V záloºce Uºivatelských DSN klikneme na tla£ítko P°idat a vyhledáme námi insta-
lovaný ovlada£ ODBC v Unicode7 verzi. Do zobraziv²í tabulky pak uº jen vyplníme
n¥jaké jméno, popis a hlavn¥ p°ihla²ovací údaje k databázovému serveru. (Ve výcho-
zím nastavení se p°ipojujeme p°es TCP/IP k localhostu skrze port 3306.) Po vypln¥ní
jména a hesla se nám pak na£te seznam dostupných databází a my m·ºeme vybrat tu
na²í s instalovaným repozitá°em a v²e otestovat tla£ítkem Test. V roz²í°eném nastavení
(tla£ítko Details ) pak je²t¥ za²krtneme Allow big result sets v kart¥ Connection a
Return matched rows instead of aﬀected rows v kart¥ Cursors/Results. V²e uloºíme a
je hotovo.
Podrobn¥j²í návod v anglickém jazyce viz <http: // www. sparxsystems. com/ enterprise_
architect_ user_ guide/ 9. 2/ projects_ and_ teams/ setupmysqlodbcdriver. html>.
• Napojení se na repozitá° z EA.
Kdyº uº máme repozitá° vytvo°ený a ovlada£ ODBC nastavený, m·ºeme uº kone£n¥
spustit prost°edí EA. V dialogovém okn¥, kde normáln¥ vybíráme otevíraný projekt
zvolíme nabídku Connect to Server -> Connection Wizard. Z otev°ené nabídky pak
vybereme zprost°edkovatele Microsoft OLE DB Provider for ODBC Drivers a klik-
neme na tla£ítko Dal²í . Zdroj dat pak vybereme pomocí jeho názvu z dostupného
výb¥rového pole. Op¥t budeme muset zadat p°ihla²ovací jméno a heslo k serveru a
vybrat správný katalog neboli databázi. V²e m·ºeme otestovat tla£ítkem Testovat p°i-
pojení a v p°ípad¥ úsp¥chu potvrdit uloºit. V nabídce posledních otevíraných projekt·
7Typ kódování znak· a textu.
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nám nyní p°ibyla nová poloºka s cestou k souboru (Path) jako [MySQL repository] a
kdykoliv vybereme tuto moºnost a projekt otev°eme, v²e se nám na£ítá a ukládá do
sdíleného databázového repozitá°e.
Podrobn¥j²í návod v anglickém jazyce viz <http: // www. sparxsystems. com/ enterprise_
architect_ user_ guide/ 9. 2/ projects_ and_ teams/ connecttomysql. html>.
3.5 Zhodnocení
Výsledkem první iterace je tedy zji²t¥ní, ºe projekt EAP m·ºe bez jakýchkoliv kompli-
kací pokra£ovat p°esn¥ tak, jak byl na za£átku navrºen. Paralelní úprava MySQL databáze
je zcela bezproblémová, prost°edí EA konzistentní zm¥ny reaguje pozitivn¥ a p°edev²ím oka-
mºit¥. Konkrétn¥ kaºdá zm¥na provedená nezávisle v databázi je do prost°edí EA aplikována
bezprost°edn¥ po interakci s daným prvkem.
Na jednom projektu tak m·ºe pracovat aº n¥kolikero nezávislých lidí, kte°í budou pro-
st°ednictvím aplikace EAP modiﬁkovat a spravovat poºadavky na jednotlivé objekty, coº se
ihned promítne do prost°edí EA v²em ostatním (a p°edev²ím výkonným) £len·m týmu.
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2. iterace
4.1 Zadání iterace
Druhá iterace má za úkol sestavit podrobný plán projektu 2, p°ipravit pln¥ funk£ní
vývojové prost°edí, nastavit framework a vyhotovit fungující prototyp projektu se základními
CRUD operacemi s objektem poºadavek.
4.2 Analýza
4.2.1 Vývojové prost°edí
P°ed zapo£etím samotné implementace je zapot°ebí mít pln¥ funk£ní vývojové prost°edí.
Projekt EAP bude vyuºívat frameworku CakePHP a proto je nutné mít instalovanou mi-
nimální verzi PHP verze 5.2.8. Star²í verze nepodporují v²echny pot°ebné funkcionality.
Vývoj bude probíhat na serveru Apache verze 2.2.25 a PHP 5.3.29 pod platformou Win-
dows. Jako textový editor zdrojového kódu jsem zvolil sv·j oblíbený voln¥ dostupný program
Notepad++1, který zvýraz¬uje syntaxi mnoha známých programovacích jazyk·, podporuje
dobré formátování a nabízí dokonce i na²eptávání parametr· standardních funkcí. Navíc je
pln¥ plaintextový.
4.2.2 Framework
Pro vývoj aplikace byl zvolen framework CakePHP a to p°edev²ím z d·vodu, ºe má
velice silnou podporu pro objektové mapování na databázi, které je velice snadné, rychlé
a intuitivní. Tento framework lze získat na oﬁciálních stránkách výrobce <http://www.
cakephp.org>. Pro projekt EAP je pouºita aktuální stabilní verze 2.5.5.
Pro jeho úsp¥²nou funk£nost není zapot°ebí mnoho, krom¥ jiº zmín¥né minimální verze
PHP jsou uº zapot°ebí pouze práva k zápisu do sloºky tmp a správn¥ nastavený engine
cachování2.
1<http://notepad-plus-plus.org/>
2Ukládání dat do vyrovnávací pam¥ti.
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Podrobnosti o konﬁguraci frameworku naleznete v sekci 4.5.1.
4.3 Návrh
4.3.1 Architektura aplikace
Jak uº p°ímo z podstaty objektového frameworku CakePHP vyplývá, celá aplikace EAP
bude vyuºívat siln¥ objektový model a p°edev²ím tak architekturu MVC [21], kterou tento
framework p°esn¥ kopíruje.
Nemá zde cenu pojem MVC vysv¥tlovat nijak do hloubky, ale poj¤me se spí²e podívat
na to, jakým zp·sobem ho vyuºívá CakePHP, aby byla celá technická dokumentace srozu-
miteln¥j²í a £iteln¥j²í.
Model
Modely jsou v CakePHP jakési stavební bloky. Kaºdý model je namapován na ur£i-
tou tabulku v databázi, kterou reprezentuje. M·ºeme zde dále konﬁgurovat r·zná valida£ní
omezení, vztahy s jinými modely a pochopiteln¥ i dal²í pomocné metody pro práci s daným
objektem v lokálním kontextu.
Controller
Controllery jsou v CakePHP místo, kde se obvykle objeví nejvíc zdrojového kódu, ne-
bo´ je zde v¥t²ina aplika£ní logiky. Controllery mapují modely (av²ak ne kaºdý model má
sv·j controller) a reprezentují v podstat¥ jména pro dostupné stránky. Kaºdá stránka £i
podstránka v CakePHP má pak adresu v následujícím tvaru: *
app/Controller/action/param1/param2/param3/[...]
Jsou to v podstat¥ takové handlery pro webové poºadavky. Podle názvu controlleru se
na£te poºadovaná modelová struktura a spustí se poºadovaná akce (action) jiº se p°edá
zbytek parametr·. Programátor pak ur£í, co se za daných okolností má stát.
View
View jsou v CakePHP klasické CTP3 ²ablony obsahující jako jediné vícemén¥ £isté frag-
menty HTML kódu s aktivními výstupy z PHP. Tyto ²ablony obsahují mnoho t°íd pomoc-
ník· (tzv. Helpery) pro generování p°edp°ipravených odkaz·, obrázk·, formulá°· a jiných
b¥ºn¥ vyuºívaných struktur, takºe je práce s nimi velice snadná a programátor je co nejvíce
odstín¥n od samotného HTML kódu.
Ve výchozím chování má kaºdý controller sloºku svých view, kde je pro kaºdou akci do-
stupný jeden takový. Toto chování se ale dá siln¥ p°etíºit a modiﬁkovat prakticky libovolným
zp·sobem. View se dají mezi sebou navzájem volat a vkládat a obsahují i n¥kolik paralelních
výstup·.
3Jedná se o p°íponu souboru.
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4.3.2 Návrh modelu poºadavku
K dosaºení základních CRUD operací nad poºadavkem nám bohat¥ posta£í deﬁno-
vat si tento poºadavek jako samostatný model. V na²em p°ípad¥ se tedy jedná o tabulku
t_objectrequires známou z p°edchozí iterace. V²e co musíme ud¥lat je vytvo°it pro model
t°ídu a uloºit do souboru Model/Requirement.php:
<?php
App::uses('AppModel' , 'Model');
class Requirement extends AppModel {
public $displayField = 'Requirement';
public $primaryKey = 'ReqID';
public $useTable = 't_objectrequires';
}
?>
Model Requirement zvolíme jako klí£ový, protoºe se kolem n¥j to£í jádro zadání celého
projektu. V¥t²ina aplika£ní logiky tedy bude v jeho controlleru, který nastavíme v konﬁgu-
ra£ním souboru routování Conﬁg/router.php následovn¥:
Router::connect('/' , Array('controller' => 'Requirement' , 'action' => 'index'));
V této fázi vývoje tak máme zatím t°i modely:
Requirement
Základní model poºadavku obsahující v²echny pot°ebné atributy k jeho zobrazení a ma-
nipulaci.
RequirementType
Vý£tový model pro r·zné typy poºadavk·. Tento modle p°ímo vyplynul z jiº deﬁnované
databázové struktury projektového repozitá°e EA.
RequirementStatus
Vý£tový model pro r·zné stavy poºadavk·. Tento modle p°ímo vyplynul z jiº deﬁnované
databázové struktury projektového repozitá°e EA.
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4.4 Implementace
4.4.1 Implementace controlleru poºadavku
V prototypu aplikace bude controller poºadavku obsahovat t°i základní akce mapující
£tve°ici operací CRUD. Dovolil jsem si zde totiº spojit akce CREATE a UPDATE, aby
byla aplikace kompaktn¥j²í. Nejv¥t²í výhoda ale spo£ívá se sdíleným view se samotným
formulá°em, který je aº na výjimky, jak pro tvorbu nového poºadavku, tak pro editaci,
prakticky identický.
Máme tedy následující akce:
index()
Výchozí akce vypisující seznam v²ech dostupných poºadavk·.
edit(id)
Akce editující jiº existující poºadavek p°i p°edání jeho ID parametrem. V p°ípad¥, ºe
je jako ID zvolena hodnota 0, formulá° se na£te prázdný a uloºení zp·sobí tvorbu nového
poºadavku.
delete(id)
Akce mazající jiº existující poºadavek, jehoº ID musí být p°edáno parametrem.
4.5 Nasazení
4.5.1 Konﬁgurace CakePHP
Výchozí konﬁgurace CakePHP p°edpokládá umíst¥ní celého frameworku v ko°enovém
adresá°i WWW serveru takto:
/cakephp/
Samotná aplikace je pak standardn¥ dostupná v podloºce app a cesta je tedy následující:
/cakephp/app/
Co kdyº ale chceme na serveru provozovat více aplikací pod jedním frameworkem? Sta£í
upravit soubor webroot/index.php a deﬁnovat správnou cestu ke knihovnám frameworku:
Define('CAKE_CORE_INCLUDE_PATH' , ROOT.DS.'cakephp'.DS.'lib');
Aplikaci pak m·ºeme umístit do libovolné sloºky na serveru. V na²em p°ípad¥ pak velice
pohodln¥ jako:
/eap/
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4.5.2 Konﬁgurace databáze v CakePHP
Framework CakePHP je siln¥ objektový a na bez výjimky v²echno vyuºívá t°ídy. Není
tedy divu, ºe i konﬁgurace databáze je jako samostatná t°ída. My se nyní p°ipojíme na jiº
d°íve vytvo°enou databázi ea. Následuje zdrojový kód konﬁgurace umíst¥né jako Conﬁg/da-
tabase.php:
<?php
class DATABASE_CONFIG {
public $default = Array(
'datasource' => 'Database/Mysql',
'persistent' => false,
'host' => 'localhost',
'login' => 'root',
'password' => 'pass',
'database' => 'ea',
'prefix' => '',
//'encoding' => 'utf8',
);
}
?>
4.6 Zhodnocení
Výsledkem druhé iterace je základní návrh a architektura vyvíjené aplikace, pln¥ funk£ní
a nakonﬁgurované vývojové prost°edí v£etn¥ nového projektu, ale p°edev²ím pak funk£ní
prototyp samotné aplikace. Ten jiº umí pracovat s databázovou strukturou prost°edí EA a
provád¥t na ní v²echny £ty°i základní operace CRUD. Výsledky jsou ihned promítnuty do
testovacího projektu EA.
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3. iterace
5.1 Zadání iterace
T°etí iterace má za úkol ve²keré úsilí zam¥°it p°edev²ím na implementaci. Aplikace by
m¥la mít své zabezpe£ení a podporovat jak autentizaci, tak autorizaci na základ¥ uºivatel-
ských ú£t·. Jako hlavní úkol je pak zadáno vytvo°ení modelu balí£ku a vizualizace stromové
struktury jednotlivých objekt·. Aplikace by rovn¥º m¥la získat první náznaky vzhledu.
5.2 Analýza
5.2.1 Zabezpe£ení
Systém bude díky pouºitému frameworku mimo jiné také bezpe£ný. To znamená, ºe by
nem¥la nastat situace, kdy by do systému pronikl nepovolaný úto£ník mimo pouºití hrubé síly
£i sociálního inºenýrství. Bude kladen d·raz na bezpe£nost databázových dotaz· a nebude
tedy umoºn¥no provést tzv. SQL injekci1 £i nap°íklad XSS 2 a jiné druhy b¥ºn¥ známých
útok· na webové stránky.
P°i zevrubném pr·zkumu databázové reprezentace repozitá°e projektu EA nebyla na-
lezena ºádná tabulka uchovávající jakékoliv informace o uºivatelích £i jejich p°ístupech k
projektovým dat·m. Koncepce bezpe£nosti je tak postavena pouze na uºivatelských p°ístu-
pech do databáze samotné. Jinak °e£eno s projektem m·ºe z prost°edí EA pracovat kdokoliv,
kdo má správn¥ nakonﬁgurovaný ovlada£ ODBC.
Tento zp·sob zabezpe£ení v²ak pro webovou aplikaci není vhodný a budeme jej muset
pro projekt EAP vy°e²it extern¥ a sami.
1Technika provedení neautorizovaného SQL dotazu prost°ednictvím b¥ºn¥ dostupného vstupu.
2Technika spu²t¥ní neautorizovaného JavaScriptového kódu.
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5.2.2 Stromová struktura
Dal²ím zkoumáním databázové struktury bylo zji²t¥no, ºe kaºdý poºadavek se nutn¥
váºe k ur£itému objektu a ty jsou dále t°ízeny do jednotlivých balí£k· o neomezené hloubce
stromové struktury. Ta by m¥la být pln¥ dodrºena i v aplikaci EAP.
Jediným úskalím zde je fakt, ºe poºadavky mohou být v prost°edí EA p°idruºeny i k
balí£ku samotnému. Databázová reprezentace v²ak na toto nepamatuje a kaºdý takovýto
balí£ek pak musí být objektov¥ zdvojen a obsahovat instanci nejen objektu t_package, ale i
t_object.
To by je²t¥ nebylo to nejhor²í, kdyby reference na p°edka nebyl nad°azený balí£ek sa-
motného balí£ku, ale intuitivn¥ onen balí£ek samotný, jehoº tento objekt reprezentuje. Do-
stáváme se tedy k paradoxní situaci, kde ve stromové struktu°e na stejné úrovni hloubky
máme pod stejným identiﬁkátorem dv¥ entity. Balí£ek a jeho objekt, na který jsou navázány
jeho poºadavky.
Do samotné implementace to pak zaná²í jednu zásadní inkonzistenci. Otev°eme-li si ur£itý
balí£ek a necháme si vypsat v²echny v n¥m na p°ímo obsaºené poºadavky, nebudou mezi
nimi poºadavky týkající se balí£ku samotného. Ty nalezneme o úrove¬ vý².
5.3 Návrh
Uºivatelský model
Protoºe výchozí podoba databázové reprezentace repozitá°e projektu prost°edí EA ne°e²í
ºádné uºivatelské p°ístupy, je nutné toto zajistit svépomocí. Pro tyto ú£ely jsem si dovolil
zasáhnout p°ímo do databáze a vytvo°it si zde vlastní tabulku e_users, která bude uchovávat
id, jméno, MD53 hashi4 hesla a roli kaºdého uºivatele. Kompletní schéma v²ech p°ípadných
vlastních tabulek bude dostupné ve sloºce Install. Tabulka uºivatel· bude tedy umíst¥na v
souboru Install/e_users.sql. Pro p°edstavu zde uvádím obsah souboru:
CREATE TABLE e_users (
id int NOT NULL PRIMARY KEY AUTO_INCREMENT,
name varchar(32) NOT NULL,
password varchar(32) NOT NULL,
role int NOT NULL DEFAULT 1
) ENGINE = InnoDB;
INSERT INTO e_users VALUES
(1 , 'Admin' , MD5('admin') , 0),
(2 , 'User' , MD5('user') , 1),
(3 , 'Guest' , MD5('') , 2);
3Hashovací algoritmus.
4Minimalizovaný otisk vstupních dat.
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Jak je z SQL dotaz· patrné, jedná se o vytvo°ení databázové tabulky a v práv¥ zvolené
databázi a její napln¥ní výchozími hodnotami.
V samotné implementaci pak aplikace sama zajistí, aby se p°i detekci chyb¥jících tabulek
tyto tabulky samy doinstalovaly. Uºivatel EAP pak nic z tohoto nemusí °e²it, v²e se d¥je pln¥
automaticky na pozadí. V ideálním p°ípad¥ se pak v²e pot°ebné nainstaluje pouze jednou,
p°i prvním spu²t¥ní aplikace, na£eº na toto systém upozorní a zve°ejní výchozí p°ihla²ovací
jména a hesla do systému.
5.3.1 P°ehled model·
Projekt tedy bude dále roz²í°en o následující modely:
User
Model slouºící frameworku CakePHP jako autentiﬁka£ní. Na základ¥ n¥j bude provád¥no
p°ihla²ování a udílení p°ístup·. Krom¥ sloupc· id, jména, hesla a role zde jiº nejsou ºádné
dal²í, protoºe klademe d·raz na jednoduchost a cokoliv dal²ího by bylo zbyte£né.
Entity
Klí£ový model p°edstavující libovolný objekt. Protoºe slovo Object je v mnoha progra-
movacích jazycích vymezeno jako klí£ové, bylo zvoleno jméno Entity. Tento model obsahuje
dal²í modely Requirement s kardinalitou 0..N.
Pro p°edstavu implementa£ní t°ída napsaná v CakePHP:
<?php
App::uses('AppModel' , 'Model');
class Entity extends AppModel {
public $displayField = 'Name';
public $primaryKey = 'Object_ID';
public $useTable = 't_object';
public $hasMany = Array(
'Requirement' => Array(
'className' => 'Requirement',
'foreignKey' => 'Object_ID'
)
);
}
?>
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Package
P°idruºený model balí£ku p°edstavující jednotlivé v¥tve stromové struktury. Tento model
obsahuje jak jednotlivé listy (objekty typu Entity) s kardinalitou 0..N, tak vazbu sám na sebe
s kardinalitami 0..N a 0..1.
Op¥t uvádím zdrojový kód z implementace. V²imn¥te si zakomentované vazby 0..1, která
není pro pouºití v tomto projektu ºádoucí. Data budeme £íst pouze sm¥rem od ko°ene k
list·m a nikoliv naopak:
<?php
App::uses('AppModel' , 'Model');
class Package extends AppModel {
public $displayField = 'Name';
public $primaryKey = 'Package_ID';
public $useTable = 't_package';
public $hasMany = Array(
'Children' => Array(
'className' => 'Package',
'foreignKey' => 'Parent_ID'
),
'Entity' => Array(
'className' => 'Entity',
'foreignKey' => 'Package_ID',
'conditions' => Array(
'Name IS NOT NULL',
'SUBSTRING(Name , 1 , 1) != \'$\''
)
)
);
/*public $belongsTo = Array(
'Parent' => Array(
'className' => 'Package',
'foreignKey' => 'Package_ID',
'associativeKey' => 'Parent_ID'
)
);*/
}
?>
Takto pak vypadá dosavadní diagram t°íd:
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Obrázek 5.1: Diagram t°íd 3. iterace
5.4 Implementace
Co se samotné implementace tý£e, zde nám do²lo k drobnému vylep²ení p·vodního con-
trolleru a p°edev²ím k p°idání dal²ích dvou. Nyní se podíváme podrobn¥ji na n¥ i jejich
metody.
5.4.1 RequirementController
Stále klí£ový controller celé aplikace. Nyní roz²í°en o novou metodu isAuthorised(user),
která se stará o udílení p°ístup· k jednotlivým akcím na základ¥ oprávn¥ní p°idruºeným k
jednotlivým uºivatelským rolím.
Zm¥ny se pak do£kala p°edev²ím metoda index(package , object), která dostala dva nové
parametry a nov¥ tedy umoº¬uje vylistování poºadavk· dle r·zných kritérií. Bu¤ tuto me-
todu zavoláme bez parametr· a (jako v p°edchozí iteraci) vypí²e úplný seznam poºadavk·
celého projektu nebo je m·ºeme dále ﬁltrovat. V p°ípad¥ volání s jedním parametrem (ID
balí£ku) se vypí²í pouze takové poºadavky, které se týkají objekt· v tomto balí£ku obsa-
ºeném. Pozor: Nevypí²í se v²ak poºadavky týkající se balí£ku samotného  viz poznatky z
p°edchozí iterace. V p°ípad¥ volání se dv¥ma parametry (ID balí£ku a ID objektu) se pak
vypí²í pouze ty poºadavky, které jsou navázány p°ímo na konkrétní objekt obsaºený v daném
balí£ku (tedy nejp°ísn¥j²í ﬁltr).
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5.4.2 UsersController
Nový controller, který zatím slouºí pouze k autentizace. Obsahuje metody login() a lo-
gout(). Ob¥ jsou bez parametr·, protoºe o ve²keré procesní záleºitosti samotného p°ihlá²ení
a odhlá²ení se nám krásn¥ postará framework. Na tyto stránky je také uºivatel automaticky
p°esm¥rován, pokud nemá dostate£ná oprávn¥ní.
5.4.3 AppController
Výchozí controller celé aplikace zde byl p°ítomný uº od za£átku, ale byl zatím prázdný.
Jedná se o nadt°ídu v²ech ostatních controller· a platí tedy pro celou aplikaci. Nyní zastává v
celém projektu d·leºitou úlohu. Jednak v n¥m je konﬁgurováno zabezpe£ení a to následujícím
zp·sobem:
public $components = Array(
'Session',
'Auth' => Array(
'authenticate' => Array(
'EAP'
),
'loginRedirect' => Array('controller' => 'requirement' , 'action' => 'index'),
'logoutRedirect' => Array('controller' => 'users' , 'action' => 'login'),
'authError' => 'This system require login!',
'authorize' => Array('Controller')
)
);
V²imn¥me si autentiﬁka£ního modulu EAP, který na základ¥ zadaného jména vyhledá
uºivatele v databázi, porovná zahashované zadané heslo s jeho uloºenou hashí a vrátí objekt
p°ihlá²eného uºivatele v p°ípad¥ úsp¥chu. V p°ípad neúsp¥chu vrací null5.
Dále tu máme metodu beforeFilter(), která je volána p°ed iniciací kaºdého controlleru
a ta se stará jednak o správnou integritu databáze (v p°ípad¥ prvního spu²t¥ní doinstaluje
pot°ebné tabulky) a jednak o v²udyp°ítomné na£tení stromové struktury balí£k·. Zde si
dovolím poznámku aktuálního omezení aplikace. Protoºe jsou v²echny SQL dotazy vytvá-
°eny automaticky, musí být explicitn¥ a pevn¥ nastaven rekurzivní limit hloubky spojování
tabulek. Pro tuto iteraci je zde limitní hloubka úrovn¥ 5, ale toto téma je ponecháno k
p°ehodnocení v dal²ích iteracích.
Následují pak dv¥ statické metody ﬁndPackageById(packages , id) a ﬁndEntityById(packages
, id), jejichº názvy jsou myslím dosti výmluvné. Ani zde pak nechybí nad°azená metoda
isAuthorised(), která se stará o zamítnutí p°ístupu nep°ihlá²eným uºivatel·m.
5Prázdná hodnota.
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5.4.4 Zm¥na layoutu
V této iteraci se celá aplikace poprvé do£kala n¥jakého layoutu a základního stylování.
Design se snaºí kopírovat p·vodní prost°edí EA a proto byly pouºity i jeho modrobílé barvy
a pozadí s tímto gradientem. Vyp·j£eno bylo i jeho logo.
Rozloºení je pak standardní, konzervativní, se kterým by v¥t²ina uºivatel· po£íta£· ne-
m¥la mít ºádné v¥t²í problémy. Aplikace je v podstat¥ okenní tabulka, kde horní °ádek
obsahuje prostor pro logo, následuje tenké horizontální menu, dále je aplikace rozd¥lena do
dvou velkých blok· (vlevo stromová struktura a vpravo výpis obsahu) a celé je to zakon£eno
horizontální pati£kou.
V debug módu pak je²t¥ následuje £etná sekce vypisující v²echny generované SQL poºa-
davky sm¥°ující na databázi.
Pro lep²í p°edstavu následuje ilustra£ní obrázek:
Obrázek 5.2: Rozloºení layoutu 3. iterace
5.5 Zhodnocení
Výsledkem t°etí iterace je nejenom prototyp, ale p°edev²ím uº první samostatn¥ funk£ní
aplikace mající n¥jakou uºite£nou funkcionalitu. Byla p°idána autentizace a aplikovány role
uºivatel·, takºe aplikaci je moºné uº n¥kde proprietárn¥ nasadit. Kompletního p°epracování
se do£kal její layout, který nazna£uje, jakým graﬁckým sm¥rem se bude vývoj dále ubírat. Ke
slovu se dostaly také první graﬁcké prvky, takºe je aplikace uº i trochu pohledná. A spln¥n
byl i poslední úkol - implementace stromové struktury, coº vneslo do celého projektu první
známky p°ehlednosti.
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4. iterace
6.1 Zadání iterace
tvrtá iterace má za úkol reagovat na zp¥tnou vazbu od zadavatele, zanalyzovat nové
poºadavky a aktualizovat dokumentaci. Dále se nese hlavn¥ v duchu graﬁckého ²perkování
zam¥°eného p°edev²ím na líbivém vzhledu inspirovaném prost°edím EA. V poslední °ad¥ by
zde m¥la vzniknout analýza dal²ích souvisejících element· a jejich prvotní modelování.
6.2 Analýza
6.2.1 Sb¥r poºadavk·
Po konzultaci se zadavatelem byla v této fázi vývoje zji²t¥na jedna zásadní odchylka
od jeho p°edstav, zp·sobená z°ejm¥ voln¥j²ím zadáním. Do²lo zde totiº k zám¥n¥ pojm·
klasického poºadavku a poºadavku na objekt, kde se dosud vývoj aplikace zam¥°oval p°edev²ím
na mnohem obecn¥j²í poºadavek na objekt. Tuto situaci je tedy t°eba n¥jakým zp·sobem
vy°e²it.
Po prozkoumání databázových tabulek bylo zji²t¥no, ºe oby£ejný poºadavek je speciálním
typem objektu (na který se v r·zných jiných p°ípadech mohou vázat poºadavky na objekt).
Protoºe je v²ak entita objekt univerzální, obsahuje velice mnoho generických parametr· a
atribut·. V¥t²ina z nich se v²ak pro pot°eby typu poºadavek v·bec nepouºívá a byly pouºity
jejich výchozí hodnoty. Komplikace zde mohou vzniknout snad jen u atributu ea_guid, který
je n¥jakým typem GUID [17] identiﬁkátoru a který zatím není jak nasimulovat. Tento atribut
se tedy do£asn¥ ponechá prázdný a efekt na chování prost°edí EA bude nadále sledován.
Pouºívané atributy se pak ve veliké v¥t²in¥ p°ekrývají s jiº modelovanou t°ídou poºadavku.
N¥které v²ak chybí a n¥které jsou zde navíc!
6.2.2 Analýza graﬁckých prvk·
Bylo by velice dobré, aby ku, spokojenosti uºivatel· a co nejlep²í intuitivnosti, aplikace
m¥la podobné, nejlépe stejné, ovládací prvky jako mate°ské prost°edí EA. Ideální by pochopi-
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teln¥ byla n¥jaká jejich pohodlná extrakce, ale po zevrubném pr·zkumu souborové struktury
aplikace EA nebyly nalezeny ºádná voln¥ dostupná graﬁcká data.
Po na£tení a exportu b¥ºných zdroj· (resources) ze v²ech binárních soubor· a exekutiv
byla získána spousta ikon, kurzor·, bitmap a mnoho dal²ího materiálu, ale bohuºel zde
nebylo to, co bychom pot°ebovali. Pot°ebné ikony jsou pravd¥podobn¥ uloºeny jako PNG
[24] obrázky a a£ jsou sice uloºeny v b¥ºn¥ dostupných zdrojích, jsou v binární podob¥,
p°i£emº jsem nenalezl nástroj, který by je dovolil za letu prohlíºet. Sice jsem si jich n¥kolik
vyexportoval a sloºil ru£n¥, ale jejich po£et je natolik vysoký (°ádov¥ stovky, tisíce), aby
bylo moºné touto metodou najít, co bychom pot°ebovali. Tvorba externí utility by rovn¥º
neuspo°ila mnoho £asu. Tudy cesta tedy také nevede.
Dal²í metodou pak bylo ru£ní nafocení ikon p°ímo z aplikace za chodu, které bylo jiº i
zapo£ato, ale nakonec také neusp¥lo pro jejich vysoký po£et a p°íli²nou sloºitost mapování
k objekt·m.
Rozhodl jsem se tedy zanalyzovat databázi, zda neobsahuje vý£et v²ech moºných typ·
entit v prost°edí EA pouºívaných. A obsahuje. Nalezneme jí v tabulce t_objecttypes a do-
konce jsou zde metadata pouºívaná k jejich mapování uºivatelskou bitmapu! Toto je p°esn¥,
co pot°ebujeme. Prost°edí EA totiº podporuje customizaci v²ech t¥chto ikonek implemento-
vanou skrze jedinou bitmapu UserImages.bmp umíst¥nou v ko°enovém adresá°i EA. Jedná
se o jediný soubor se v²emi ikonami, na které jsou v databázi uloºeny oﬀsety. Pokrytí ikonek
z EA tak bude dokonce bez výjimky 100
Obrázek 6.1: Bitmapa s uºivatelskými ikonami
6.2.3 Analýza souvisejících element·
Tato analýza byla z d·vodu aplikace nutných zm¥n p°esunuta do následující iterace, kam
bude mnohem lépe zapadat i logicky, protoºe je tam rovnou bude £ekat i implementace.
6.3 Návrh
6.3.1 Návrh graﬁckých prvk·
Pro implementaci graﬁckých prvk· bylo navrºeno nalezenou mapu postprocesovat a po-
uºít jako jediný obrazový soubor, který se bude v <div> elementu posouvat pomocí inver-
tovaného oﬀsetu získaného z databáze. K tomuto ú£elu byl navrhnut nový model.
EntityIcon
Tento model mapuje tabulku t_objecttypes na jiº existující model Entity pomocí sdru-
ºeného sloupce Object_Type a slouºí k získání nejenom oﬀsetu pro graﬁcká data, ale i názvu
a popisu p°íslu²ného typu.
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6.3.2 Úprava správy poºadavk·
Za sou£asného stádia vývoje bylo rozhodnuto ponechat p·vodní funkcionalitu správy
poºadavk· na objekt a správu oby£ejných poºadavk· k ní pouze p°idat takovým zp·sobem,
aby v²e vypadalo velice homogenn¥, av²ak uºivatel netápal který poºadavek je který.
6.4 Implementace
6.4.1 Implementace graﬁckých prvk·
Graﬁcká data byla nejprve zbavena ²edivého pozadí a poté uloºena jako 256 barevný
transparentní GIF [16] soubor.
Pro snadné pouºití byla implementována globální funkce EA_EntityIcon, která po p°e-
dání objektu EntityIcon vyrobí p°íslu²nou graﬁckou ikonu díky správn¥ posunutému oﬀsetu.
Framework CakePHP pro globální funkce nabízí skv¥lé umíst¥ní v souboru Conﬁg/boot-
strap.php. Tuto funkci tedy m·ºeme pouºít ve v²ech view, ale i kdekoliv jinde. Je globální.
Stromová struktura tak byla dopln¥na o krásné ikony a dokonce bylo aplikováno i rozli²ení
otev°ených sloºek a vybraných objekt·. Pro otev°ené sloºky byla natvrdo vybrána p°íslu²ná
ikona z dostupné palety a v²echny entity pak získaly ozna£ení v podob¥ francouzských uvo-
zovek jako symbol vybrání.
Obrázek 6.2: Náhled stromové struktury
Do výpis· poºadavk· otev°ených balí£k· (a nikoliv vybraných objekt·) pak byly p°idány
i oby£ejné poºadavky, díky £emuº musel vzniknout zcela nový controller, protoºe a£ jsou oba
poºadavky velice podobné, tyto nové jsou objektem a je tedy proto nutné jejich implementaci
zcela odd¥lit.
EntityController
Na tento controller se dostáváme z hlavního výpisu poºadavk· a jeho ú£elem je dosáh-
nout implementací stejného výsledku, jako jeho p°ede²lý RequirementController, ze kterého
vychází. Jejich API [12] je tak identické.
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Máme tu funkci edit(entity) pro tvorbu nového poºadavku s parametrem rovnajícím se
nule, £i úpravu jiº existující entity poºadavku s Object_ID v parametru. Dále je tu funkce de-
lete(entity) p°ebírající totéº pro mazání a nechybí ani funkce isAuthorised(user) pro ochranu
p°ed neautorizovanými akcemi. Chybí pouze funkce index(package , object), protoºe akci
listování poºadavky plní RequirementController pro oba typy poºadavk·.
Jako dal²í nová funkcionalita jak do nového EntityControlleru, tak do p·vodního Requi-
rementControlleru bylo implementováno navracení do správné (d°íve otev°ené) sloºky/vy-
braného objektu po úsp¥²né manipulaci s poºadavkem.
6.4.2 Drobné CSS úpravy
Krom¥ nových ikon aplikace doznala i drobných úprav co se graﬁckých styl· tý£e. Byly
odstran¥ny v²echny nadbyte£né fonty poz·stalé z proprietárního projektu CakePHP, do£kaly
jsme se lep²ího vzhledu stromové struktury a lépe vypadají i formulá°ové prvky.
6.5 Testování
6.5.1 EntityController
Protoºe tento controller je zcela nový, bylo nutné otestovat v²echny jeho funkce. Úprava
a mazání probíhají v naprostém po°ádku, ale narazil jsem na zásadní chybu p°i p°idávání
nového poºadavku. Chyba se týká jiº d°íve zmi¬ovaného GUID, který z°ejm¥ plní svou
funkci p°esn¥ dle své podstaty. Databáze má na tomto sloupci unikátní klí£ a tedy nám trik
s prázdným GUID nepro²el. Rozhodl jsem se toto obejít MD5 hashí £asového razítka, coº
prozatím zajistí poºadavek na unikátnost.
6.6 Zhodnocení
Výsledkem £tvrté iterace je uº vcelku vysp¥lá aplikace spl¬ující zna£nou £ást svého za-
dání. Narazili jsme na £etné problémy s nejasným zadáním, ale úsp¥²n¥ jsme se s nimi
vypo°ádali. Graﬁcká stránka byla vylep²ena o nové prvky a aplikace ikon z prost°edí EA
byla zvládnuta naprosto skv¥le. Poda°ilo se vypilovat i dokumentaci, která je nyní na velice
slu²né úrovni.
Nestihla se pouze analýza souvisejících element·, ale ta by m¥la bez v¥t²ích potíºí být
vy°e²ena v následující iteraci, po dal²ích p°ipomínkách klienta.
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7.1 Zadání iterace
Pátá iterace má za úkol nejprve provést analýzu souvisejících element· poºadavku, které
se nestihly koncem p°ede²lé £tvrté iterace a déle se jimi zabývat. To znamená navrhnout
n¥jaké technické provedení a to poté je i implementovat a otestovat. Celá tato iterace tedy
bude pat°it hlavn¥ t¥mto souvisejícím element·m.
7.2 Analýza
7.2.1 Co jsou to související elementy?
Je²t¥ neº za£neme se samotnou analýzou je pot°eba dát sousloví související elementy
n¥jaký konkrétní smysl. Co se tím vlastn¥ myslí? Ze zadání to není p°esn¥ patrné, ale po
konzultaci s klientem byla p°edloºena p°edstava, ºe se jedná o ²ir²í kontext daného poºa-
davku, který je zárove¬ entitou.
Tyto typy poºadavk· pak na sebe mohou navazovat r·zné dal²í související elementy. Z
pohledu uºivatele kup°íkladu diagram, ve kterém jsou obsaºeny, sousedící entity a p°edev²ím
vazby, v£etn¥ jejich typ·, kterými jsou vzájemn¥ propojeny. Zkrátka a dob°e aby £lov¥k
uºívající aplikaci EAP m¥l ²ir²í pojem o tom, s £ím to vlastn¥ manipuluje a jaký to bude
mít dopad na zbytek práv¥ otev°eného projektu.
7.2.2 Analýza souvisejících element· v databázi
Jakmile uº víme co zhruba hledáme, m·ºeme se to pokusit najít ve strukturáln¥ deﬁ-
nované databázi prost°edí EA. St°edobodem se zdá býti tabulka t_diagram, která uchovává
informace o jednotlivých diagramech. K té se pak dají vyhledat zú£astn¥né entity z tabulky
t_object, kterou jiº deﬁnovanou jako t°ídu máme. Mapovací tabulka se p°íhodn¥ jmenuje
t_diagramobjects. Tím jsme dokázali p°idruºit jednotlivé entity do svých diagram·. Co ale
s vazbami?
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Vazby jsou uchovávány ve speciální tabulce t_connector a op¥t jsou pln¥ mapovatelné
do p°íslu²ných diagram·, tentokrát tabulkou t_diagramlinks. Co je ale je²t¥ mnohem více
p°ínosn¥j²í je, ºe jednotlivé vazby mohou být mapovány p°ímo na entity, které vzájemn¥
spojují. Tedy na tu po£áte£ní i kone£nou.
7.2.3 Analýza jednotlivých tabulek
Kaºdá ze £ty° nov¥ vyuºívaných tabulek obsahuje nespo£et sloupc· nesoucích hromadu
informací. Nyní je pot°eba z nich vybrat ty, které bychom mohli pro projekt vyuºít.
t_diagram
Spí²e men²í tabulka, obsahující hlavn¥ jméno a typ diagramu. Také z ní lze ur£it umís-
t¥ní diagramu v balí£ku, jeho autora a verzi. Ostatní sloupe£ky se zdají být nepouºitelné.
Zkou²el jsem je²t¥ vyuºít rozm¥ry diagramu, ale ty se z neznámého d·vodu po jeho zv¥t²ení
v prost°edí EA nem¥ní. Jsou stále ﬁxní.
t_diagramobjects
Spojovací tabulka pro diagramy a entity. Krom¥ cizích klí£· zde ale najdeme velice cenné
údaje o umíst¥ní jednotlivých entit v diagramu. Jsou kde k dispozici sou°adnice X i Y jak
levého horního, tak pravého dolního bodu kaºdé obdélníkové entity. Po ode£tení t¥chto bod·
lze velice snadno získat i ²í°ku a délku. Jedinou záludností pak m·ºe být fakt, ºe se celý
diagram nachází ve £tvrtém kvadrantu kartézské soustavy sou°adnic. Vertikální sou°adnice
jsou tedy v²echny záporné. Nacházíme zde i sou°adnici Z pro ur£ení p°ekryvu jednotlivých
entit, ale ta je spí²e jakýmsi po°adím, neº plnohodnotnou sou°adnicí. Entity jsou £íslovány od
jedné vzestupn¥, kde £íslo jedna má vºdy entita v nejvy²²í vrstv¥, tedy p°ekrývající v²echny
ostatní.
t_diagramlinks
Spojovací tabulka pro diagram a vazby. Krom¥ cizích klí£· jsem zde nena²el nic, co by se
dalo n¥jak vyuºít. Jsou zde sice n¥jaké sou°adnice v podob¥ metadat, ale jejich transformaci
jsme neodhalil.
t_connector
Tabulka reprezentující jednotlivé vazby a nutno dodat, ºe jedna z nejv¥t²í v·bec. Vazby
se sice dají pojmenovávat, ale to se vyuºívá spí²e z°ídkakdy, proto pro nás bude d·leºitý
zejména typ a sm¥r jednotlivých vazeb. Výjime£n¥ pak je²t¥ podtyp vyuºitelný nap°íklad
u odli²ení agregace a kompozice. Nejd·leºit¥j²í pak tedy budou cizí klí£e pro po£áte£ní a
koncové vzájemn¥ spojené entity.
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7.3 Návrh
7.3.1 Návrh nových t°íd
Z analýzy získaných tabulek nyní vytvo°íme nové t°ídy, které se stanou dal²ími modely
v na²em projektu EAP. Nejprve si jednotlivé modely popí²eme a nakonec nebude chyb¥t ani
obrázek s diagramem t°íd 7.1.
Obrázek 7.1: Diagram t°íd 5. iterace
Diagram
41
KAPITOLA 7. 5. ITERACE
Model p°edstavující diagram bude vyuºit hlavn¥ k zobrazení informací o vybraném di-
agramu. Je reprezentován tabulkou t_diagram a m·ºe mít mnoºinu t°íd DiagramObject a
DiagramLink ob¥ napojené p°es Diagram_ID. Tyto vztahy jsou realizovány pomocí vazby
hasMany. Samotný model pak obsahuje i Package_ID, pomocí kterého je napojen na t°ídu
Package vazbou belongsTo.
DiagramObject
Model poskytující hlavn¥ sou°adnice jednotlivých entit v diagramu. Lze pomocí n¥ho
také ur£it, ke kterému diagramu práv¥ otev°ený poºadavek zrovna náleºí. Je reprezentován
tabulkou t_diagramobjects a pomocí vazby belongsTo je napojen na t°ídy Diagram a Entity.
DiagramLink
Model reprezentující vazbu M...N mezi t°ídou Diagram a Connector. Sám o sob¥ nenese
ºádné podstatné informace. Je reprezentován tabulkou t_diagramlinks. Ve vazb¥ belongsTo
nalezneme tedy pouze t°ídu Connector.
Connector
Model p°edstavující samotné vazby mezi entitami. Obsahuje v²echny pot°ebné informace
a atributy o tomto spojení. Je reprezentován tabulkou t_connector a pomocí vazby belongsTo
je hned dvakrát napojen na t°ídu Entity a to pomocí Start_Object_ID a End_Object_ID,
které p°edstavují po£ínající a koncovou entitu, jeº se ú£astní vazebného vztahu.
7.3.2 Návrh graﬁckého zobrazení
Po namodelování vý²e uvedených t°íd je pot°eba je n¥jak vyuºít. Celé jejich vyuºití se
bude vztahovat pouze na otev°enou entitu Entity, tedy oby£ejný poºadavek obsluhovaný
controllerem EntityController, který byl implementován v minulé iteraci.
Pod moºností uloºit provedené zm¥ny budou k dispozici t°i informa£ní tabulky. Nej-
prve informace o diagramu, ve kterém je prohlíºený poºadavek obsaºen, dále v²echny jeho
sesterské entity (tedy nejenom poºadavky, ale i libovolné jiné entity ve stejném diagramu)
a nakonec seznam v²ech vazeb v tomto diagramu obsaºených v£etn¥ jejich po£áte£ních i
koncových entit.
Pro lep²í p°ehlednost nebude chyb¥t ani názorný diagram, který bude implementován
svépomocí, díky p°esným sou°adnicím, získaným z t°ídy DiagramObject. Tento diagram bude
implementován pomocí tagu canvas standardu HTML5. Diagram bude navrºen jako statický.
A v·bec v²echny související elementy jsou ur£eny pouze pro £tení, aby byl dodrºen informa£ní
kontext.
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7.4 Implementace
7.4.1 EntityController
Zde do²lo pouze k drobným úpravám v metod¥ edit(entity), kde je pot°eba na konci
z p°ipravených model· na£íst v²echna dopl¬ující metadata. Postupn¥ tak na£teme a do
p°íslu²ného view p°es privátní metodu set propagujeme prom¥nné diagram a diagram_data.
Ta první p°edstavuje mate°ský diagram, který na£ítáme skrze model DiagramObject,
protoºe práv¥ ten obsahuje jak cizí klí£ k diagram·m, tak k jednotlivým entitám, v£etn¥
té na²í. Ale tak jak máme t°ídy namodelovány model DiagramObject pouºít nem·ºeme. Je
zapot°ebí pouºít metodu unbindModel a odstranit vazbou belongsTo napojený model Entity.
Kdybychom to neud¥lali, tak zbyte£n¥ cyklicky na£ítáme redudantní data a dostaneme se
zpátky k na²í entit¥. Poté uº m·ºeme pomocí Object_ID pohodln¥ zjistit ID mate°ského
diagramu.
Pomocí získaného Diagram_ID pak jiº na£teme kompletní strukturu diagramu v£etn¥
mnoºin t°íd DiagramObject s napojenými entitami a DiagramLinks s napojenými vazbami.
To je v controlleru v²e. Zbytek uº bude práce view a HTML5. Pro úplnost je²t¥ úryvek
zdrojového kódu:
$DiagramObject = ClassRegistry::init('DiagramObject');
$DiagramObject->unbindModel(Array('belongsTo' => Array('Entity')));
$diagram = $DiagramObject->find('first' , Array(
'conditions' => Array(
'Object_ID' => $id
),
'recursive' => 2
));
$this->set('diagram' , $diagram);
if (!Empty($diagram)) {
$Diagram = ClassRegistry::init('Diagram');
$diagram_data = $Diagram->find('first' , Array(
'conditions' => Array(
'Diagram_ID' => $diagram['Diagram']['Diagram_ID']
),
'recursive' => 3
));
}
else {
$diagram_data = Array('DiagramObject' => Array() , 'DiagramLink' => Array());
}
$this->set('diagram_data' , $diagram_data);
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7.4.2 edit.ctp
V tomto view se v²echna nov¥ na£tená data zobrazí do p°íslu²ných tabulek. Tabulka s
informacemi o mate°ském diagramu (zobrazující jméno, typ, jméno balí£ku, autora a verzi), s
vý£tem sesterských (zobrazující jméno a typ) a s vý£tem vazeb v diagramu (zobrazující typ,
sm¥r a po£áte£ní i koncovou entitu) jsou zobrazeny p°ímo v tomto view, zatímco diagram je
delegován do externího elementu s názvem diagram.ctp.
7.4.3 HTML5 diagram
Na£tená data obsahují v polích mnoºinu entit i vazeb. Ty je nejprve nutné p°evést z PHP
do JavaScriptových objekt· následující struktury.
Objekt Object
:Object {
left: int
top: int
width: int
height: int
type: string
title: string
selected: boolean
}
Objekt Line
:Line {
startX: int
startY: int
endX: int
endY: int
type: int
}
Objekt Object je prakticky jen výtahem dat s minimálním postprocessingem. Záporné
hodnoty sou°adnic kartézské soustavy jsou o²et°eny absolutní hodnotou a rozm¥ry jako ²í°ka
a vý²ka jsou výsledkem ode£tení levého horního od pravého dolního rohu. Tyto hodnoty
vycházejí z t°ídy DiagramObject. Typ a název pak vycházejí ze t°ídy Entity. Booleanovská
hodnota selected pak pouze °íká, zda je daný objekt tím, který máme práv¥ otev°ený. Zde
se porovnají Object_ID.
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Objekt Line je v²ak uº ale sloºit¥j²í. Je zde p°ítomen algoritmus ur£ující, kde bude
vazba za£ínat a kde kon£it. Protoºe jsou v²echny objekty obdélníky, nabízí se pouze £ty°i
moºnosti, kde by to mohlo být. Jsou jimi poloviny v²ech £ty° stran. Algoritmus má tak na
starosti zajistit, aby byly vazby co nejp°irozen¥j²í a za£ínaly i kon£ily na sob¥ nejbliº²ích
stranách. Objekty jako takové jsou totiº po canvasu rozmíst¥ny ﬁxn¥ dle p°esn¥ zadaných
sou°adnic o p°esn¥ zadaných rozm¥rech. K vazbám v²ak tyto sou°adnice nemáme a musíme
si tedy poradit sami.
Je-li po£áte£ní objekt (A) kdekoliv pln¥ nad koncovým objektem (B), povede vazba z
prost°edku spodní hrany A do prost°edka horní hrany B. Je-li objekt A kdekoliv pln¥ pod
objektem B, povede vazba z prost°edku horní hrany A do prost°edka spodní hrany B. Jsou-
li ov²em objekty A a B n¥jakým zp·sobem ve vertikální kolizi, ptáme se, zda je objekt A
pln¥ vlevo od objektu B (pak vede vazba z prost°edka pravé hrany objektu A do prost°edka
levé hrany objektu B) nebo zda je objekt A pln¥ vpravo od objektu B (pak vazba vede z
prost°edka levé hrany objektu A do prost°edka pravé hrany objektu B).
Poslední atribut typ pak ur£í, zda bude mít vazba ²ipku na svém po£átku, na svém konci,
na obou nebo zda nebude mít ²ipku ºádnou.
Správn¥ zpracovaná data se pak jiº jen vykreslí do p°edp°ipraveného canvasu. Jeho ve-
likost se ur£í je²t¥ p°ed vykreslením a to tak, aby se nacházela t¥sn¥ za nejvzdálen¥j²ími
objekty jako sm¥rem vpravo, tak sm¥rem dolu. Objekty jsou zelené ve stylu prost°edí EA s
£erným okrajem, který je u práv¥ prohlíºeného objektu zesílen. Hrany jsou zatím pouze ostré.
V²echny objekty sice vypadají identicky bez jakékoliv graﬁky, ale jako mockup diagramu to
bohat¥ posta£uje. Uprost°ed kaºdého objektu je navíc informace o jeho typu i názvu, takºe
uºivatel nem·ºe tápat.
Vazby jsou pak vykresleny pomocí prostých £ar s plnou ²ipkou na konci, je-li n¥jaká
pot°eba. Odli²ení jednotlivých vazeb zde zatím není implementováno. Pro zajímavost uvádím
funkci pro HTML5 JavaScript, vykreslující ²ipku libovolné rotace s ﬁxem pro £ist¥ vertikální
variantu:
function arrow(ctx , x1 , y1 , x2 , y2 , type) {
if (type == 0) return;
var x = 0;
var y = 0;
var radius = Math.atan((y2 - y1) / (x2 - x1));
if (type == 1) {
x = x1;
y = y1;
radius += ((x2 > x1) ? -90 : 90) * Math.PI / 180;
}
if (type == 2) {
x = x2;
y = y2;
radius += ((x2 > x1) ? 90 : -90) * Math.PI / 180;
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}
if (radius == 0) {
radius = Math.PI;
}
else if (radius == Math.PI) {
radius = 0;
}
ctx.save();
ctx.beginPath();
ctx.translate(x , y);
ctx.rotate(radius);
ctx.moveTo(0 , 0);
ctx.lineTo(5 , 20);
ctx.lineTo(-5 , 20);
ctx.closePath();
ctx.restore();
ctx.fill();
}
7.5 Testování
7.5.1 HTML5 diagram
V této fázi vývoje byla nejv¥t²ím test·m podrobena graﬁka vykreslující diagram sou-
visejících objekt·. Byly zkou²eny v²echny moºné bezkolizní pozice objekt· a vazby vºdy
vypadají dob°e a ²ipky mají správn¥ umíst¥né. Jediná chyba byla nalezena v p°ípad¥, ºe je
vazba £ist¥ vertikální (tedy se po£áte£ní hodnota X nem¥ní od koncové). V takovém p°ípad¥
je pot°eba vym¥nit nulu za pi a v²e jiº funguje jak má. Testy dále zjistily, ºe p°íli² dlouhý text
z p°íli² úzkých objekt· p°esahuje mimo jeho hrany. Tato skute£nost je na zváºení zadavatele,
zda jí ponechat nebo n¥jak dále °e²it. Jinak je diagram pln¥ funk£ní.
7.6 Zhodnocení
Výsledkem páté iterace je p°esn¥ to, co si dala za cíl. P°idaná podpora souvisejících
element·, které byly zvládnuty od jejich analýzy, p°es modelování nov¥ pot°ebných t°íd aº
po jejich implementaci v£etn¥ graﬁckého vykreslení. Opomenuta byla pouze manipulace s
nimi, která bude p°idána voliteln¥ v n¥které z dal²ích iterací a je na zadavateli, zda toto
bude vyºadovat £i nikoliv. Zadavatel dále rozhodne, zda se dále v¥novat graﬁckému pilování
diagramu (podpora oblých roh· objekt·, více druh· ²ipek - nap°. p°eru²ovaných a nevy-
pln¥ných, p°idání symbol· kompozice a agregace apod.). Jinak prob¥hla 5. iterace velmi
zda°ile.
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8.1 Zadání iterace
está iterace m¥la p·vodn¥ za úkol do aplikace p°inést verzování poºadavk· a umoºnit
i jejich graﬁcký p°esun. Po konzultaci se zadavatelem se ale vývoj celé aplikace p°esunul
zcela n¥kam jinam. P°esouvání poºadavk· mezi balí£ky je v aplikaci jiº p°ítomno z p°ede-
²lých iterací v negraﬁcké podob¥ a p°edstava verzování zadavatele se nest°etla s p°edstavou
realizátora. Po letmé analýze se ukázalo, ºe by její implementace vysta£ila na samostatný
projekt a proto bylo rozhodnuto se ve vývoji zam¥°it na multipouºitelnost celé aplikace pro
více databázových instancí a umoºnit uºivatel·m nezávislé registrace. Toto jsou tedy dva
st¥ºejní body ²esté iterace.
8.2 Analýza
8.2.1 Podpora více databázových instancí
Pod tímto pojmem se nemyslí nic jiného, neº moºnost m¥nit konﬁgura£ní nastavení s
p°ipojením k databázovému serveru nejenom globáln¥, ale i lokáln¥, pro kaºdého uºivatele.
P°edstava je taková, aplikace pob¥ºí dedikovan¥ jako jediná instance na n¥jakém centrálním,
rychlostn¥ dob°e dostupném, serveru a bude slouºit vícero soub¥ºným ú£astník·m, kde kaºdý
m·ºe být p°ipojen k úpln¥ jinému serveru, s jiným uºivatelským jménem, heslem a k jiné
databázi. Z aplikace se tak najednou stává sluºba, coº je v dne²ní dob¥ modern¥j²í a ºádan¥j²í
p°ístup. Zadavatel se tak stává teoreticky jediným poskytovatelem.
P°edm¥tem analýzy bylo hlavn¥ zjistit, zda tento zdánliv¥ jednoduchý poºadavek je v·bec
v prost°edí zvoleného frameworku CakePHP moºno realizovat. První výsledky byly spí²e
negativní. Framework, jeº je siln¥ modelov¥ zaloºen, pracuje se statickým konﬁgura£ním
souborem Conﬁg/database.php obsahujícím konﬁgura£ní t°ídu DATABASE_CONFIG, která
v sob¥ ukrývá jednotlivá pojmenovaná konﬁgura£ní pole pouºitelné pro interní PDO [3]
spojení s databází. Ty jsou staticky p°idruºeny ke kaºdému modelu ve°ejnou prom¥nnou
useDbConﬁg.
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Toto p°edstavovalo celkem veliký problém a padaly varianty, ºe bude muset být pro
kaºdou instanci p°edgenerován nový model a upraven i konﬁgura£ní soubor, ale to by bylo
tak sloºité a nepraktické, ºe by snad bylo lep²í tuto celou funkcionalitu oºelet.
áste£né °e²ení v²ak p°inesla aº komunita uºivatel· na serveru StackOverﬂow1, kde bylo
popsána dynamická zm¥na databázové konﬁgurace modelu za b¥hu, av²ak pouze výb¥rem
jiného p°edp°ipraveného nastavení v souboru Conﬁg/database.php. D·leºité v²ak je, ºe jde
alespo¬ toto.
8.2.2 Registrace a správa uºivatel·
Aby byla transformace aplikace do podoby sluºby zavr²ena kompletn¥, navrhl zadavatel
implementaci n¥jaké centrální správy uºivatelských instancí a ú£t·, pop°ípad¥ moºnost nezá-
vislé registrace. Nakonec byl u£in¥n kompromis a byl zvolen model registrace administrátor·,
kte°í si dále jiº vytvo°í sami své vlastní poduºivatele, které v£etn¥ sebe samého jiº samostatn¥
nakonﬁgurují. Tato varianta by m¥la být do produk£ního nasazení asi nejprakti£t¥j²í.
8.3 Návrh
8.3.1 azení dat v modelech
U n¥kolika klí£ových model· (Requirement, Package a Entity) byla do konﬁgurace p°i-
dána klí£ová prom¥nná order, £ímº se zajistilo výchozí °azení vybíraných dat pomocí funkce
ﬁnd. V praxi ²lo o abecední °azení vypisovaných poºadavk·, entit i balí£k·. ádné nové
modely v této iteraci jiº nebyly p°idány.
8.3.2 AppModel a dynamický výb¥r databázové konﬁgurace
Framework CakePHP je siln¥ objektov¥ orientovaný. V²echny deklarované modely jsou
t°ídy roz²i°ující bázovou t°ídu AppModel, která je p°ítomna v kaºdé aplikaci a která byla
dosud ponechána prázdná, bez pov²imnutí.
Nyní je zde p°ekryta ve°ejná funkce getDataSource() (deklarovaná v abstraktní t°íd¥
Model vracející objekt databázového zdroje, na kterém jsou vykonávány v²echny sestavené
SQL [26] dotazy. Nyní je tento objekt, na základ¥ rady komunitních p°isp¥vatel·, vracen
dynamicky, coº je realizováno v£asnou zm¥nou konﬁgurace. Výsledkem v²ak mohou být pouze
dva pojmenované zdroje dat:
1. default - Výchozí databázová konﬁgurace, která je jako jediná fyzicky uloºena v konﬁ-
gura£ním souboru Conﬁg/database.php. Slouºí pouze pro jediný lokální model User.
2. ds - Dynamická databázová konﬁgurace, která není nikde fyzicky uloºena a vzniká v
AppControlleru p°i kaºdém jeho zpracování v závislosti na práv¥ p°ihlá²eném uºivateli.
1<http://stackoverflow.com/>
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Jak je tedy z vý²e uvedeného asi patrné, databáze uºivatel· s tabulkou e_users byla
zcela odd¥lena od jakýchkoliv jiných provozních dat prost°edí EA. Ty jsou nyní na£ítány z
vlastních databázových poskytovatel·.
Pro úplnost výpis samotného AppModelu.
<?php
App::uses('Model' , 'Model');
class AppModel extends Model {
public function getDataSource() {
$source = $this->alias == "User" ? "default" : "ds";
if ($source !== null && $source !== $this->useDbConfig) {
$this->setDataSource($source);
}
return parent::getDataSource();
}
}
?>
8.3.3 Registrace
P·vodní verze aplikace po£ítala s výchozími uºivatelskými ú£ty, které se p°i prvním
úsp¥²ném spojení s mate°skou databází spole£n¥ s tabulkou e_users instalovaly automaticky.
Tomu tak jiº není. Instaluje se pouze tabulka uºivatel· a to v nové podob¥.
Obrázek 8.1: Diagram uºivatelské t°ídy
Byly p°idány následující nové sloupce:
parent
Obsahuje ID mate°ského uºivatele. V p°ípad¥ bázového ú£tu je zde nula.
db_server
49
KAPITOLA 8. 6. ITERACE
Obsahuje jméno lokálního £i vzdáleného serveru. M·ºe zde být jak IP adresa [19], tak DNS
[15] název a to v£etn¥ správného portu.
db_username
Obsahuje p°ihla²ovací jméno k databázi.
db_password
Obsahuje p°ihla²ovací heslo k databázi v otev°eném plaintextovém tvaru.
db_name
Obsahuje jméno databáze, ke které se má systém p°ipojit a která obsahuje platnou instanci
projektu prost°edí EAP.
db_roots
Obsahuje seznam ko°en· na£tených v levé stromové struktu°e.
erstv¥ nainstalovaný systém EAP je tedy nyní zcela prázdný a jednotliví uºivatelé se
musí sami nejprve zaregistrovat a vytvo°it si sv·j ú£et. Registrace není ni£ím omezena ani
nikým schvalována, dokonce nevyºaduje ani ov¥°ení pomocí platné e-mailové adresy. Ú£et
si tak z hlavní stránky m·ºe velice jednodu²e vytvo°it naprosto kaºdý a po jeho tvorb¥ se
ihned p°ihlásit a za£ít aplikaci pln¥ pouºívat.
8.3.4 Nové uºivatelské role
S novým uºivatelským pojetím do²lo i k mírnému p°epracování uºivatelských rolí. Zá-
kladní trojice z·stává, av²ak kaºdá role má trochu jiné moºnosti neº d°íve.
Administrátor (Admin)
P°i samostatné registraci vzniká ú£et s nejvy²²ími oprávn¥ními - Admin. Tento ú£et
má jako jediný moºnost vytvá°et (upravovat i mazat) v nastavení proﬁlu dal²í uºivatele
libovolných t°í rolí, kte°í jsou mu pln¥ pod°ízeni. M·ºe jim tedy kdykoliv zm¥nit jméno,
heslo, ale p°edev²ím jim musí nastavit konﬁgura£ní data, tedy ke kterému serveru se s jakým
p°ihla²ovacím jménem a heslem mohou p°ipojit a k jaké databázi. Také jim m·ºe nastavit
omezení v podob¥ p°ístupu do pouze n¥kterých v¥tví stromové struktury balí£k· prost°edí
EAP. V²echny tyto hodnoty a nastavení b¥ºní uºivatelé nemohou m¥nit a ani je nevidí.
Admin je pochopiteln¥ nastavuje i sob¥. Jemu nepod°ízené uºivatele pochopiteln¥ spravovat
nem·ºe, takºe jednotliví Admini pracují zcela odd¥len¥.
Uºivatel (User)
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B¥ºný ú£et, který m·ºe pln¥ pracovat ve své p°id¥lené instanci. Nov¥ si m·ºe v nastavení
proﬁlu zm¥nit jméno i heslo. Nem·ºe vytvá°et ºádné dal²í poduºivatele, ani spravovat své
p°ipojení a ko°enové balí£ky.
Host (Guest)
Omezený ú£et, který je ur£en pouze pro £tení (prohlíºení) své p°id¥lené instance. Ú£et
nem·ºe v databázi cokoliv zm¥nit a to ani své jméno £i heslo. V·bec nemá p°ístup do
nastavení proﬁlu. Nov¥ m·ºe libovolné entity alespo¬ otvírat, av²ak nemá k dispozici tla£ítko
pro ukládání provedených zm¥n.
8.4 Implementace
8.4.1 AppController
Nejd·leºit¥j²ích implementa£ních zm¥n se do£kal AppController, tedy bázovou t°ídou
pro v²echny ostatní controllery. Ten nyní vyuºívá statickou t°ídu ConnectionManager k
dynamickému vytvá°ení databázových konﬁgurací za b¥hu, které se pak ukládají pod jiº
zmín¥ným jménem ds. Tato implementa£ní £ást je jiº mou vlastní invencí roz²i°ující nápad
komunity vývojá°· frameworku CakePHP na dynamické p°epínání databázových konﬁgurací
u model· za b¥hu.
V²e se odehrává v metod¥ beforeFilter(), která se volá u kaºdého controlleru je²t¥ p°ed
tvorby instancí jeho model·, coº je velmi d·leºité. Nejprve se pomocí £istého SQL zeptáme
na p°ítomnost tabulky uºivatel·, kterou v p°ípad¥ absence automaticky doinstalujeme. Dále
se pak ov¥°í a na£tou uºivatelská data a pomocí ConnectionManageru dynamicky vytvo°í
nová databázová konﬁgurace na základ¥ na£tených p°ihla²ovacích údaj·. Pojmenována je
pochopiteln¥ ds tak, aby jí kaºdý model správn¥ na²el.
Tento úsek kódu si zde op¥t dovolím citovat, protoºe je v implementaci multipouºitelnosti
zcela klí£ový:
(...)
$ds = ConnectionManager::getDataSource("default");
$check = $ds->query("SHOW TABLES LIKE 'e_users'");
if (Count($check) == 0) {
$ds->query(Implode("" , File(ROOT."/".APP_DIR."/Install/e_users.sql")));
$this->Session->write('first' , true);
$this->redirect(Array('controller' => 'users' , 'action' => 'login'));
//Header("Location: /".APP_DIR);
Die();
}
$this->user = $this->Auth->user();
$this->set('user' , $this->user);
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if ($this->user != null) {
$config = Array(
'datasource' => 'Database/Mysql',
'persistent' => false,
'host' => $this->user['db_server'],
'login' => $this->user['db_username'],
'password' => $this->user['db_password'],
'database' => $this->user['db_name'],
'prefix' => '',
'encoding' => 'utf8'
);
$connection = null;
try {
$connection = ConnectionManager::create('ds' , $config);
}
catch (Exception $e) {
ConnectionManager::drop('ds');
}
$this->connected = $connection != null;
$this->set('connected' , $this->connected);
(...)
Jako dal²í vylep²ení AppControlleru pak byly p°idány r·zné podmín¥né na£ítání dat, aby
systém nejenom nena£ítal nic zbyte£n¥, ale hlavn¥ aby se zabránilo r·zným chybám a výjim-
kám v p°ípad¥ ²patn¥ konﬁgurovaného p°ipojení. Systém nov¥ tuto skute£nosti sám rozpozná
a oznámí v horním menu. Pokud není p°ipojení k databázi dostupné, rovn¥º automaticky
na£te proﬁlové nastavení s moºností zm¥ny p°ístupových údaj·.
Poslední invencí je pak dynamické na£ítání stromové struktury balí£k· prost°edí EA z
p°eddeﬁnovaných ko°en·. To umoº¬uje deﬁnovat nejenom hloub¥ji zano°ené v¥tve jako ko-
°enové, ale p°edev²ím deﬁnovat i vícero ko°enových v¥tví najednou, které se mohou dokonce
i r·zn¥ p°ekrývat.
Zde v²ak vyvstávají dva problémy k budoucímu zváºení a °e²ení. Jedním je pot°eba
implementace postupného na£ítání jednotlivých v¥tví, které se momentáln¥ na£ítají jako
celistvý rozbalený strom s omezením v hloubce p¥t. Toto bude p°edm¥tem sedmé iterace.
Druhý problém je pak bezpe£nost. D·leºité je zde p°ipomenout, ºe p°id¥lení pouze n¥kterých
v¥tví pod°ízenému uºivateli má pouze p°ehledový charakter, nikoliv bezpe£nostní. Systém
pracuje vºdy s úplnou mnoºinou v²ech dostupných balí£k· a tyto nabízí i v módech editace.
Prakticky je tedy moºné p°esunout entitu do balí£ku, který v·bec nevidíme. Dosazením
správného parametru do URL [27] adresy pak m·ºeme dokonce tyto jinak neviditelné entity
na£íst a dále modiﬁkovat. Bylo by samoz°ejm¥ dobré toto vy°e²it, ale zatím je to odloºeno z
d·vodu p°íli²né sloºitosti ov¥°ování oprávn¥ní, kdy by se muselo p°i kaºdé operaci traverzovat
od kýºené entity aº k platn¥ deﬁnovanému ko°eni £i se do²lo na konec a p°ístup byl zamítnut.
Toto by velice zpomalovalo chod celé aplikace a vznikly by stejné problémy s limitem hloubky.
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8.4.2 EntityController
Zde nebyly provedeny ºádné v¥t²í zm¥ny krom¥ úpravy autorizace oprávn¥ní. Role Uºi-
vatel nyní je autorizován k akci edit(id), ale nem·ºe do ní posílat ºádná zm¥nová data.
8.4.3 RequirementController
Zde nebyly provedeny ºádné v¥t²í zm¥ny krom¥ úpravy autorizace oprávn¥ní. Role Uºi-
vatel nyní je autorizován k akci edit(id), ale nem·ºe do ní posílat ºádná zm¥nová data.
8.4.4 UsersController
V tomto controlleru do²lo k výrazným zm¥nám. P°ibyla metoda beforeFilter() deﬁnující
akci register() jako ve°ejnou a samoz°ejm¥ tato akce samotná v podob¥ metody. Její úlohou
je prost¥ vytvo°it nového uºivatele se zadaným jménem a heslem a výchozími ostatními
hodnotami.
P°ibyla pak zcela nová metoda proﬁle(id), která v sob¥ ukrývá kompletní logiku správy
uºivatelských proﬁl·. Pokud jí voláme jako metodu, na£ítá data. Pokud do ní data posíláme,
ukládá je. D·leºitý je parametr id, který ovliv¬uje chování hodn¥.
• id = null : metoda pracuje s na²ím vlastním proﬁlem
• id = 0 : metoda pracuje s virtuálním novým proﬁlem, který je schopna vytvo°it
• id = [kladné £íslo] : metoda pracuje s proﬁlem daného id, který je schopna uloºit
• id = [záporné £íslo] : metoda pracuje s proﬁlem daného id v absolutní hodnot¥, který
je schopna smazat
Pokud je zasílaných datech p°ítomno nové heslo a není-li prázdné, zahashuje se a uloºí.
Toto je výhodné pro p°ípad, kdy chceme zm¥nit uºivatelskou konﬁguraci, ale heslo chceme
ponechat beze zm¥ny. Zm¥na jména se projeví okamºit¥, zatímco na nové heslo budeme
dotázáni aº p°i p°í²tím p°ihlá²ení.
Pokud se jedná o editaci vlastního proﬁlu, je prom¥nná parent vºdy vynucena na nulu,
zatímco pokud pracujeme s cizím ú£tem, je vynucena na na²e vlastní id proﬁlu.
Na bezpe£nost v tomto controlleru byl kladen maximální d·raz. Nem¥lo by se tedy stát,
ºe by n¥kdo upravil cizí ú£et nebo provedl jinou neautorizovanou operaci. Pokud se nejedná
o administrátorský ú£et, v²echna vstupní data krom¥ id, name a password jsou ú£elov¥
zahozena.
Co se tý£e autorizace samotné, tak pouhý Host do celé akce proﬁle(id) v·bec nemá p°í-
stup. B¥ºný Uºivatel pak má p°ístup jen a pouze bez pouºití parametru a nebo s parametrem
rovným svému id. Bohuºel i zde naráºíme na limity autorizování akcí frameworku CakePHP
a musíme si pomoci jinak. Aby nenastala hypotetická moºnost, ºe Administrátor (který m·ºe
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akci proﬁle(id) vyuºívat naplno) nezm¥nil data jemu nepod°ízeného jiného uºivatele, musely
být krom¥ výchozích funkcí Model->save([data]) a Model->delete([primární klí£]) pouºité
jejich obecn¥j²í alternativy umoº¬ující v¥t²í bezpe£nosti.
Funkce Model->saveAll([data] , [nastavení]) pracuje s podobnou strukturou dat, jakou
známe z funkce Model->ﬁnd([typ výb¥ru] , [nastavení]). Objevuje se zde tedy i klauzule
conditions, kterou m·ºeme ukládání omezit. Následuje ukázka pouºití:
if ($this->User->saveAll($this->request->data , Array(
'conditions' => Array(
'id' => $this->User->id,
'or' => Array(
'id' => $this->user['id'],
'parent' => $this->user['id']
)
)))) {
$this->Session->write('Auth' , $this->User->read(null , $this->Auth->User('id')));
$this->Session->setFlash(__('Profile was successfully saved.'));
if ($id == null) {
$this->redirect(Array('controller' => 'Requirement' , 'action' => 'index'));
}
}
else {
$this->Session->setFlash(__('Error during saving!'));
}
Tento úryvek kódu demonstruje jak uloºení pouze v p°ípad¥, ºe ukládáme bu¤ data k
svému vlastnímu proﬁlu nebo k proﬁlu nám pod°ízenému, tak aktualizaci objektu Auth v
p°ihlá²eném sezení.
FunkceModel->deleteAll([podmínky]) pak funguje obdobn¥ s rozdílem, ºe zde máme moº-
nost uº pouze vloºit omezující podmínky. Nejlépe to ukáºeme na p°íklad¥:
if ($this->request->is('get')) {
if ($this->user['role'] < 1 && $id < 0) {
if ($this->User->deleteAll(Array(
'id' => Abs($id),
'parent' => $this->user['id']
))) {
$this->Session->setFlash(__('Profile was successfully deleted.'));
$this->redirect(Array('action' => 'profile'));
}
}
}
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Tento úryvek kódu demonstruje jak omezení operace pouze pro Administrátora, tak sa-
motné podmín¥né mazání, kdy je moºné mazat pouze sob¥ pod°ízené uºivatele, nikoliv uº
v²ak sebe!
Jedinou nevýhodou vý²e pouºitých funkcí je fakt, ºe i p°i pokusu uloºit £i smazat data
nepod°ízeného uºivatele bude vypsána kladná stavová hlá²ka. Operace v²ak neprob¥hne!
8.4.5 menu.ctp
Zde p°ibyla stavová informace o úsp¥²ném p°ipojení k databázi. V p°ípad¥ kladného
stavu je zde vid¥t název serveru, p°ihlá²ené jméno i databáze. Skryto je pouze heslo. Tuto
informaci mají k dispozici v²echny uºivatelské role. B¥ºný Uºivatel a Administrátor zde pak
mají nov¥ navíc je²t¥ nabídku pro správu proﬁlu.
8.4.6 edit.ctp
ablona pro úpravu jak normálního poºadavku, tak objektového doznala drobné úpravy
v podob¥ absence tla£ítka Uloºit pro oby£ejné Hosty.
8.4.7 index.ctp
V indexu poºadavk· bylo pouze z estetických d·vod· zm¥n¥no tla£ítko Upravit na Zob-
razit pro oby£ejné Hosty, kte°í nemají moºnost provád¥t úpravy.
8.4.8 login.ctp
Úprava hlavi£ky. Stavové zprávy o p°ihlá²ení byly sjednoceny se stavovými zprávami celé
aplikace a byly p°emíst¥ny pod horní menu. P°ibylo zde tla£ítko k registraci. Informace o
prvním spu²t¥ní byly odstran¥ny.
8.4.9 register.ctp
Identický formulá° jako p°ihlá²ení slouºící pro uºivatelské registrace. Po registraci je zde
automatické p°esm¥rování na p°ihlá²ení, ale lze se tam dostat i samostatným tla£ítkem.
8.4.10 proﬁle.ctp
Nová ²ablona reprezentující správu proﬁlu. Nabízí dynamický formulá° pro zm¥nu dostup-
ných vlastností proﬁlu a v p°ípad¥ Administrátora i editor dal²ích uºivatel·. Ty je moºné
nov¥ vytvo°it, ve spodní tabulce p°ehledn¥ vypsat £i smazat nebo ve sdíleném formulá°i i
upravit.
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8.5 Testování
8.5.1 Proces registrace
Byl otestován kompletní proces uºivatelské registrace. Po prvním p°ihlá²ení je uºivatel
pochopiteln¥ odpojen a automaticky p°esm¥rován na nastavení proﬁlu, kde si musí nakonﬁ-
gurovat p°ipojení.
Po kaºdém uloºení proﬁlu je vynucený restart aplikace, kdy je uºivatel p°esm¥rován na
základní stránku a je proveden pokus o nové p°ipojení k databázi.
P°i úsp¥²ném p°ipojení k databázovému serveru (platná adresa serveru, p°ihla²ovací
jméno i heslo) je proveden pokus o p°ipojení k zvolené databázi. Pokud tato databáze nee-
xistuje nebo neobsahuje platné tabulky prost°edí EA, systém toto oznámí, ale jiº je k serveru
p°ipojen.
Pokud je správn¥ vypln¥na i databáze, je je²t¥ nutné za²krtnout volbu [v²echny] v na-
stavení ko°en·, jinak systém není schopen zobrazit stromovou strukturu v levé nabídce. I na
toto systém upozorní.
Seznam dostupných ko°en· se ov²em zobrazí aº po úsp¥²ném p°ipojení k databázi. Poté
je moºné vybrat jeden £i více ko°en·, které se v levé stromové struktu°e zobrazí jako výchozí.
8.5.2 asová odezva vzdáleného p°ipojení
V testech bylo ozkou²eno i p°ipojení mimo mate°ský localhost, který b¥ºel pro vývojá°-
ské ú£ely na b¥ºném domácím po£íta£i. P°ipojení bylo navázáno s centrálním databázovým
serverem nasazeným na internetové páte°i. Komunikace v takovémto p°ípad¥ dosahovala
dlouhých prodlev cca 5 sekund na poºadavek z d·vodu pomalé rychlosti uploadu domá-
cího po£íta£e. Takovéto °e²ení tedy není doporu£eno, protoºe celá aplikace je ve skute£nosti
tlustým SQL klientem. Nicmén¥ krom¥ rychlosti v²e funguje naprosto bez problém·.
Zatímco p°ipojení mezi dv¥ma vzdálenými, av²ak na internetové páte°i p°ipojenými,
servery probíhalo mnohem rychleji. Zde je odezva na poºadavek pouhé dv¥ sekundy, coº sice
m·ºe vypadat velice dob°e, av²ak p°i b¥ºné práci je to stále vcelku ru²ivý element. Bohuºel
tato prodleva asi nep·jde uº ºádným zp·sobem sníºit, protoºe na localhostu je odpov¥¤
prakticky instantní.
8.6 Nasazení
Nasazení aplikace bylo v této iteraci minimalizováno a to p°edev²ím opro²t¥ním nutnosti
instalovat databázi prost°edí EA, která je nyní zcela nezávislá. Provozovateli aplikace tak
pouze sta£í mít správnou verzi PHP a MySQL, nakopírovat systémové soubory na server,
zm¥nit konﬁgura£ní soubor Conﬁg/database.php, vyplnit do n¥j správné p°ihla²ovací údaje
k nov¥ vytvo°ené prázdné databázi a aplikace jiº sama p°i prvním spu²t¥ní vytvo°í pot°ebné
tabulky a je ihned p°ipravena k plnému provozu.
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8.7 Zhodnocení
Výsledkem ²esté iterace je výrazné roz²í°ení pouºitelnosti celé aplikace a p°etransfor-
mování na sluºbu. Po správném nasazení je pak v²e jiº samoobsluºné. Administráto°i se
mohou samovoln¥ registrovat a bez n¥jakého potvrzování si mohou sami nastavit p°íslu²nou
konﬁguraci k jejich server·m, které mohou okamºit¥ spravovat. Dokonce mohou vytvá°et i
pod°ízené uºivatele s odli²nými oprávn¥ními nebo dokonce úpln¥ odli²nými konﬁguracemi.
Toto povaºuji za zlomový bod vývoje.
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9.1 Zadání iterace
Sedmá iterace by se m¥la soust°edit p°edev²ím na drobná vylep²ení co se pouºitelnosti
tý£e. Vylep²ení ergonomie a dolad¥ní detail· na jiº existující funkcionalit¥. Toto v²e reﬂek-
tuje p°ání zadavatele, aby aplikace byla rad¥ji s mén¥ funkcemi, ale perfektn¥ odlad¥ná a
domy²lená. Jako hlavní bod této iterace bylo zadáno odstran¥ní limitu pouze 5. úrov¬ové
hloubky v levé stromové struktu°e. Ta by m¥la nyní být i lépe ovladatelná.
9.2 Analýza
9.2.1 Sou£asné problémy stromové struktury
V aktuální podob¥ se levá stromová struktura balí£k· prost°edí EA chová tak, ºe pomocí
frameworku je na£tena kompletn¥ celá pomocí n¥kolika doslova ob°ích SQL dotaz·, které
jsou velice nepraktické. Moºnosti automatického spojování model· jsou zde u konce, protoºe
se nacházíme v struktu°e obsahující cykly a tak°ka neomezenou hloubku. Ta byla dosud
stanovena explicitn¥ na 5, protoºe v¥t²í hloubka jiº nebyla v £asov¥ pohodlných intervalech
dosaºitelná.
Omezení tak byly dv¥. Jedna byla celá struktura vºdy kompletn¥ rozbalená (coº m·ºe
ale i nemusí být p°ehledné) bez moºnosti se v ní n¥jak inteligentn¥ pohybovat a dále nebylo
moºné se zano°it do v¥tví hlub²ích úrovn¥ 5. Na²ím úkolem je nyní oba tyto nedostatky
odstranit.
9.2.2 Moºná °e²ení
P°i podobných problémech kaºdého zcela automaticky napadá °e²ení v podob¥ postup-
ného na£ítání jednotlivých v¥tví. Jedná se v podstat¥ o praxí ozkou²ené °e²ení, které se jiº
²iroce pouºívá. Jednotlivé v¥tve budou zabaleny a zatím bez obsahu. Ten se za£ne na£ítat
aº po jejich otev°ení. Chvilku to bude trvat, protoºe to bude vyºadovat poºadavek k serveru
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na pozadí, ale výsledný efekt bude p°esn¥ dle o£ekávání. Navíc od této chvíle budou jiº nová
data nacachovaná a zav°ení této v¥tve a její znovuotev°ení jiº bude okamºité.
Problém je ale zcela jinde. Nacházíme se ve webovém prost°edí, které funguje modelem
poºadavek -> odpov¥¤, coº znamená, ºe kaºdý odkaz a v¥t²ina kliknutí na r·zné objekty
jsou ve skute£nosti znovuna£tením celé webové stránky. Uºivatel by se tak velice pohodln¥
orientoval ve stromové struktu°e, av²ak jakmile by n¥jaký balí£ek skute£n¥ otev°el (my²leno
nechal si na£íst jeho obsah v pravém výpisu poºadavk·), stránka by se celá na£etla znovu
a celý strom by byl nejenom, ºe zase zav°ený, ale bylo by ho nutné celý postupn¥ znovu
na£ítat!
Dlouho bylo zvaºováno °e²ení v podob¥ rámc·, zastaralé webové technologie, která by
umoºnila obnovit jen ur£itou £ást webové stránky, ale p°i²lo mi ²koda takto celý framework
ni£it a z°ejm¥ by s tím bylo i mnoho práce a muselo by se p°ed¥lat spousta jiº hotových v¥cí.
Podobné, av²ak modern¥j²í °e²ení, by pak bylo v podob¥ DHTML [14], n¥kdy také alter-
nativn¥ nazývaného jako AJAX [11]. Princip i výsledek by v²ak byl naprosto identický jako
p°i pouºití rámc·. Diskuze na internetu navíc poukazují, ºe dynamické na£ítání obsahu za
pomocí rámc· je dokonce rychlej²í. ROzdílná by tak byla pouze implementace.
9.3 Návrh
9.3.1 Zvolené °e²ení
Nakonec bylo p°ece jenom vybráno °e²ení v podob¥ postupného na£ítání v¥tví s výraz-
ným vylep²ením, které odstranilo v²echny jeho nedostatky. První d·leºitou v¥cí je fakt, ºe
p°epracovaná stromová struktura bude pln¥ kompatibilní s tou stávající, coº umoºní nejenom
postupné na£ítání v¥tví, ale i zobrazení jiº p°edna£tené struktury z dostupných dat.
Druhá invence pak p°inesla vyuºití nacachovaných dat a jejich propagaci do informací
uloºených v uºivatelském sezení (tzv. PHP SESSIONS [5]). Jedna alternativa pracovala s
návrhem, ºe by toto sestavování dat zaji²´oval klientský JavaScript, ale zde by byl problém
p°i p°esunu dat zpátky na server. Proto se v²e d¥je p°ímo v controlleru, který zpracovává
a na£ítá jednotlivé úrovn¥ v¥tví pro dynamické zobrazování struktur stromu. Kaºdou novou
informaci systém automaticky p°ilepí ke stávajícímu virtuálnímu stromu, který si udrºuje v
uºivatelském sezení. Pokud pak uºivatel obnoví stránku, tyto informace jsou stále dostupny
a jiº na£tený a otev°ený strom se vykreslí bez prodlevy a lze se dále zano°ovat tam, kde jsme
skon£ili.
Jediná nep°esnost zde vzniká v p°ípad¥, ºe uºivatel n¥které jiº na£tené v¥tve stromu
zase zav°e. Tuto skute£nost si systém nikde neukládá (bylo by nutné zaslat extra poºadavek
sm¥rem k serveru) a proto p°i obnov¥ stránky jsou v²echny jiº na£tené v¥tve pln¥ rozbalené.
Druhým problémem je skute£nost, ºe jak postupn¥ v²echny v¥tve otevíráme, pracujeme
pak uº jen s nacachovanými a nikoliv skute£nými daty. Toto je v plánu vy°e²it speciálním
tla£ítkem pro vy£i²t¥ní celé stromové cache.
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9.4 Implementace
9.4.1 AppController
V bázovém controlleru do²lo jen k drobným úpravám v podob¥ p°esunutí umíst¥ní na£í-
tání seznamu v²ech balí£k· a p°idáním speciální prom¥nné v SESSION s názvem trees, která
je p°ed kaºdým pr·b¥hem prohlédnuta a obsahuje-li n¥jaká data, jsou pouºity namísto vý-
chozích uºivatelských ko°en· pro vykreslení stromové struktury. Výchozí na£ítání stromové
struktury bylo omezeno na hloubku úrovn¥ 0.
9.4.2 EntityController
Oprava návratu do správného balí£ku po úsp¥²ném uloºení upravované entity.
9.4.3 PackageController
Zcela nový controller ur£ený k zpracovávání poºadavk· na pozadí pro dynamické roz²i-
°ování stromové struktury. Nemá ºádná vlastní view a obsahuje pouze £ty°i metody, z toho
dv¥ neve°ejné.
tree(package , deep)
Ve°ejná metoda (akce) obsluhující samotné AJAX poºadavky. P°ebírá parametry udávající
otcovský balí£ek a absolutní hloubku od výchozího ko°ene. Na základ¥ t¥chto informací na£te
jednu úrove¬ vno°ených podbalí£k· a element·, aktualizuje cache v sezení a vykreslí malý
kousek stromové struktury.
clear()
Ve°ejná metoda (akce), která vymaºe nacachovaná data v uºivatelském sezení a p°esm¥ruje
stránku na základní výpis v²ech poºadavk· p°i kompletn¥ zabaleném strom¥.
update(packages , entities , package)
Privátní funkce slouºící k aktualizaci cache. Nejprve p°eformátuje entity do správného for-
mátu, poté na£te cache z uºivatelského sezení a pro v²echny výchozí ko°eny provede re-
kurzivní aktualizaci. Výsledek op¥t uloºí do uºivatelského sezení. Funkce nemá návratovou
hodnotu.
cache(cache , packages , entities , pid)
Privátní funkce, která projde v²echny v¥tve obsaºené v aktuální úrovni, dokud nenalezne v¥-
tev s Package_ID = pid. Takové v¥tvi p°i°adí nové potomky (packages) a entity (entities).
Pokud poºadovaná v¥tev není nalezena, funkce pokra£uje rekurzí sama na sebe o úrovni hlou-
b¥ji pro kaºdou aktuální v¥tev, dokud není poºadovaná v¥tev nalezena nebo není dosaºeno
list· stromu. Jako parametr cache je o£ekávána reference, funkce nemá návratovou hodnotu.
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9.4.4 RequirementController
Oprava návratu do správného balí£ku po úsp¥²ném uloºení upravovaného poºadavku.
9.4.5 UsersController
P°i zm¥n¥ konﬁgurace proﬁlu je vynuceno vymazání stromové cache.
9.4.6 Výsledek stromové struktury a význam ikonek
Výsledné chování stromové struktury je velice uspokojivé a funguje p°esn¥ tak, jak bylo
zamý²leno. Chování se nyní trochu zm¥nilo. Pokud chceme manipulovat se samotným stro-
mem, klikáme na ikonky jednotlivých balí£k·. Pokud klikneme na jejich popisek, balí£ek se
nám otev°e v pravém výpisu poºadavk·. Následuje ilustra£ní obrázek se v²emi pouºitými
ikonkami balí£k·, jejichº význam si nyní vysv¥tlíme.
Obrázek 9.1: Ukázka dynamické stromové struktury
Naho°e si m·ºeme v²imnout stromové nabídky. Tla£ítko Obnovit vymaºe nacachovanou
stromovou strukturu a v²e zabalí. Tla£ítko Zobrazit v²e obnoví stránku a zobrazí úplný výpis
v²ech poºadavk· v pravé £ásti.
První balí£ek s názvem All s hv¥zdi£kou je zav°ený. Ona hv¥zdi£ka symbolizuje, ºe je²t¥
nebyl prozkoumán, takºe systém neví, zda v n¥m n¥co je £i je prázdný. Tuto skute£nost
zjistíme kliknutím na n¥j.
Poslední balí£ek s názvem X se nachází ve stavu bezprost°edn¥ po kliknutí na balí£ek
s hv¥zdi£kou. Ikonka se zm¥ní na pracovní nástroje, coº symbolizuje, ºe systém vyslal po-
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ºadavek na pozadí a na£ítá obsah balí£ku. Tento stav trvá jen velice krátkou dobu v °ádu
milisekund a skon£í sám p°íchodem obsahu balí£ku.
Druhý balí£ek s názvem Model je takový balí£ek, o kterém systém zjistil, ºe je uvnit°
prázdný. Tato skute£nost je dále uchovávána a balí£ek byl zbaven své události po kliknutí,
protoºe k ní jiº není ºádný dal²í d·vod. Toto je ﬁnální pozice, ze které se balí£ek jiº nem·ºe
dostat.
T°etí balí£ek s názvem Test a n¥kolik dal²ích balí£k· pod ním je otev°ený a je zobrazena
i jeho podstruktura. Stane se tak automaticky bezprost°edn¥ po na£tení jeho dat nebo po
jeho znovuotev°ení. Takovýto balí£ek m·ºeme kliknutím zase zav°ít, £ímº schováme celou
jeho podstrukturu.
estý balí£ek s názvem Podbalicek je naproti tomu zav°ený, ale jiº neobsahuje hv¥zdi£ku,
takºe o n¥m systém ví, ºe není prázdný. Do takového stavu se balí£ek dostane jedin¥ zav°ením.
M·ºe v²ak být kdykoliv zase otev°en kliknutím na n¥j, £ímº op¥t rozbalí svoji podstrukturu.
9.4.7 tree.ctp
V tomto view do²lo k nejrozsáhlej²ím zm¥nám. V¥t²ina klí£ové funkce RenderTree(obj ,
icons , root , deep) byla p°ed¥lána tak, aby byla schopna zpracovat jak statická, tak dyna-
mická data, navíc musí um¥t správn¥ rozpoznat druhy ikonek, které má jednotlivým balí£-
k·m p°i°adit a zda jsou práv¥ otev°eny £i ne. Dal²ích zm¥n jsme se pak do£kali hlavn¥ v
JavaScriptu, kde p°ibyly £ty°i následující funkce.
request(url , callback , data)
P°evzatá funkce z mého p°ede²lého projektu starající se o vytvo°ení objektu XMLHtt-
pRequest a voláním AJAXového poºadavku na pozadí. Funkce p°ebírá URL stránky zpra-
cující poºadavek, návratovou funkci a parametrická data.
response(request , callback)
P°evzatá funkce z mého p°ede²lého projektu starající se o zpracování návratového obsahu
objektu XMLHttpRequest. Funkce p°ebírá tento objekt a návratovou funkci, které po zpra-
cování p°edá výsledek.
tree(obj)
Klí£ová funkce p°ebírající objekt HTML elementu, na který bylo práv¥ kliknuto. Jedná se
o prvky obsahující aktuální ikonku balí£ku. Tato funkce nejprve na£te v²echny metadata z
HTML5 atribut· s preﬁxem data- samotného objektu a pak vlastní podv¥tev na základ¥
rozhodnutí bu¤ rozbalí, zabalí a nebo za²le AJAXový poºadavek na její na£tení, pokud tak
dosud nebylo u£in¥no.
show(data , obj)
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Návratová funkce pro AJAXové volání. Tato funkce zpracuje p°íchozí data a doplní je do
p°edp°ipraveného elementu. Na základ¥ obsahu upraví balí£ku jeho ikonku a je-li n¥jaký
obsah dostupný, nechá balí£ek rozbalit.
9.4.8 index.ctp
Díl£í drobné úpravy a zm¥na zobrazovaných sloupc· ve výpisu poºadavk·.
9.4.9 edit.ctp a dal²í ²ablony
P°edev²ím kosmetické úpravy a omezení p°íli² dlouhých názv· balí£k·, entit a poºadavk·
pomocí funkce TrimText(text , limit , more , tags), která byla p°evzata z mého p°ede²lého
projektu a umíst¥na globáln¥ v souboru Conﬁg/bootstrap.php, coº zaji²´uje její globální do-
stupnost ve v²ech modelech, view i controllerech.
9.5 Testování
9.5.1 Chování dynamické stromové struktury
Nová dynamická stromová struktura byla pochopiteln¥ n¥kolikrát otestována. P°es mnoho
chyb a neduh·, které byly odstran¥ny se zde vyskytují pouze dva aktuální problémy, které
nabízejí otázky, zda a jak je °e²it. Jedna chyba je programátorská a sice ob£as se v dyna-
mickém na£ítání objeví neznámé fantom entity, které se nepromítnout do nacachovaného
stromu po obnovení stránky.
Druhý nedostatek je pak pouze logický. Stromová struktura je po obnovení stránky a
na£tení dat z cache kompletn¥ celá rozbalena nezávisle na tom, zda uºivatel m¥l n¥jaké jiº
na£tené podstruktury zav°ené. Tato skute£nost má své °e²ení v ukládání stavu otev°enosti
jednotlivých balí£k· do uºivatelského sezení pomocí speciálních AJAXových poºadavk·.
9.6 Zhodnocení
Výsledkem sedmé iterace je oprava mnoha drobných chyb, dopilování funkcionality a
p°iblíºení celé aplikace p°edstavám zadavatele. Implementací dynamické stromové struktury
se aplikace op¥t posunula dále k její ﬁnální podob¥, která bude op¥t záviset na následující
konzultaci se zadavatelem.
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10.1 Zadání iterace
Osmá iterace by m¥la celý projekt úsp¥²n¥ uzav°ít. Je zde prostor pro opravy chyb
nalezených p°i b¥ºném pouºívání, p°idání posledních vylep²ení a v plánu je i p°idání podpory
lokalizace v£etn¥ úplného £eského p°ekladu. Dále se tato poslední iterace bude zam¥°ovat
hlavn¥ na d·kladné testování a poskytne i ﬁnální návod pro úsp¥²né nasazení.
10.2 Analýza
10.2.1 Zp¥tné reakce
Konzultace s klientem (zadavatelem projektu) v posledních týdnech vývoje bohuºel ne-
byla natolik £astá, jak by si projekt zasluhoval. D·vodem byla £asová vytíºenost obou strana
p°edev²ím neo£ekávaná nemoc klienta. Proto z·stala funkcionalita, implementovaná v p°ed-
chozích iteracích, neokomentovaná a bez konstruktivních p°ipomínek, které by vedly k vypi-
lování detail· k dokonalosti. Tato práce tak z·stala na realizátorovi.
10.2.2 Multijazy£nost
Projekt byl od za£átku vyvíjen ve frameworku, který v sob¥ podporuje multijazy£nost s
vizí vyhotovení ve dvou základních jazycích. V e²tin¥ a technické Angli£tin¥. Angli£tina byla
zvolena jako vývojový a e²tina potom jako výchozí jazyk. To znamená, ºe aº do této chvíle je
v²e pouze v angli£tin¥. Navíc v technické, napevno implementované nap°í£ celým projektem.
Tento jazyk je tedy jako jediný dostupný i bez jakýchkoliv dal²ích lokaliza£ních soubor·.
Tato angli£tina pak m·ºe být v budoucnu nahrazena skute£nou profesionální angli£tinou
prost°ednictvím lokalizace. Jako jediný p°ídavný jazyk tedy bude dodávána e²tina.
10.3 Návrh
10.3.1 Lokalizace
Jako výchozí jazyk celého systému je zvolena e²tina. Celý p°eklad je umíst¥n v souboru:
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Locale/ces/LC_MESSAGES/default.po
Podobné lokaliza£ní struktury jsou vytvo°eny je²t¥ pro skute£nou Angli£tinu a N¥m£inu,
ale jsou prázdné. ádná lokalizace v nich není. M·ºe být ale v budoucnu kdykoliv dopln¥na
zkopírováním £eského souboru default.po, který v plaintextové podob¥ obsahuje celý p°eklad.
Zde se st°ídají po °ádcích dvojice klí£ a hodnota. Klí£em jsou na znak p°esné pod°et¥zce
originální technické angli£tiny a hodnotou pak samotný ekvivalent v daném jazyce. Následuje
ukázka:
msgid "Hello"
msgstr "Ahoj"
msgid "Welcome"
msgstr "Vítejte"
Tento soubor m·ºe být kdykoliv editován v b¥ºném plaintextovém editoru, av²ak dopo-
ru£uje se pouºít speciálních p°ekladatelských nástroj·, nap° PoEdit1. Samotná souborová
struktura a nacionální kódy pak podléhají mezinárodnímu standardu ISO 639-2. Dodrºením
tohoto standardu lze do projektu p°idávat libovolné dal²í lokalizace, které je ov²em nutné
deﬁnovat v aplika£ním controlleru a p°ipravit pro n¥ p°íslu²nou vlaje£ku.
10.3.2 P°eklad
Celý p°eklad byl psán ru£n¥ v£etn¥ extrakce v²ech pouºitých klí£· (pouze vý£tové se-
znamy prost°edí EA byly extrahovány scriptem) a to práv¥ z d·vodu 100
Systém EAP ale ob£as vyuºívá i dynamickou lokalizaci z prom¥nných, coº mu umoº¬uje
p°eloºit i ve²keré nabídky prost°edí EA. Jako p°íklad poslouºí t°eba typy jednotlivých ob-
jekt·, které jsou uloºeny v databázi EA a systémem EAP na£ítány jako moºnosti k pouºití.
Uºivatel je ale vidí krásn¥ £esky p°eloºené, takºe laik má lep²í p°edstavu o tom, co znamenají.
Zku²ený UML modelá° pak zajisté dá p°ednost p·vodním anglickým výraz·m. Nutno dodat,
ºe v plnohodnotném prost°edí EA se £esky zvolené hodnoty nijak neprojeví. Ukládány jsou
p·vodní anglické výrazy.
10.4 Implementace
10.4.1 P°epínání jazyk·
Systém jako takový pracuje standardn¥ s technickým jazykem, coº jsou textové °et¥zce
p°edané funkci __() (dv¥ podtrºítka). Tyto se zobrazují v p°ípad¥, ºe není zvolena ºádná
lokalizace nebo zvolená lokalizace neexistuje a nebo pouze pro daný °et¥zec chybí ekvivalentní
p°eklad. Toho je vyuºito p°i p°epnutí na Angli£tinu, kde se (stejn¥ jako v p°ípad¥ N¥m£iny)
namísto p°ekladu (který chybí), zobrazí technická lokalizace, coº v p°ípad¥ Angli£tiny vypadá
jako skute£ný p°eklad.
1<http://poedit.net/>
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V²e podstatné se d¥je v, d°íve jiº probírané, funkci beforeFilter() v hlavním AppCont-
rolleru. T°ída samotná obsahuje ve°ejné prom¥nné langs s vý£tem moºných lokalizací a lang
s výchozí lokalizací.
Následuje ukázka lokaliza£ního kódu:
$this->set('langs' , $this->langs);
if (!Configure::read('Config.language')) {
Configure::write('Config.language' , $this->lang);
}
if (IsSet($_GET['lang'])) {
$this->Session->write('Config.language' , $_GET['lang']);
}
if ($this->Session->check('Config.language')) {
$this->lang = $this->Session->read('Config.language');
Configure::write('Config.language' , $this->lang);
}
$this->set('lang' , $this->lang);
Nejprve je propagován seznam dostupných lokalizací do view. Dále v p°ípad¥, ºe systém
nemá nastavenou ºádnou lokalizaci, je zvolena ta výchozí. Je-li nastaven GET parametr lang,
uloºí se do práv¥ vytvo°eného uºivatelského sezení jeho hodnota pod stejným názvem. Je-li
dostupná n¥jaká lokalizace v uºivatelském sezení, zvolí se jako výchozí a systém se do ní
p°epne. Nakonec se výsledná lokalizace op¥t propaguje do view.
Implementace ve view pak je jiº velice jednoduchá. Vytvo°í a ostyluje se blok s nabídkou
lokalizací a iteruje se p°es v²echny dostupné lokalizace. To zp·sobí vykreslení obrázk· s
národními vlajkami. Vybraný jazyk je barevn¥ odli²en. Po kliknutí na vlajky je vytvo°en
GET poºadavek s parametrem lang o p°íslu²né hodnot¥.
10.5 Testování
10.5.1 Testování v·£i zadání
Tento test má za úkol zhodnotit výsledný produkt a jeho atributy vzhledem k jeho
po£áte£ní speciﬁkaci. Jako speciﬁkaci pouºijeme zadání.
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Test Zkontrolování programu
v·£i zadání.
Zadání Výsledek
Vytvo°it webovou aplikaci. Spln¥no.
Prohlíºení poºadavk·. Spln¥no.
Tvorba poºadavk·. Spln¥no.
Úprava poºadavk·. Spln¥no.
Správa souvisejících element·. Jejich zobrazení.
Graﬁcké zvýraz¬ování zm¥n poºadavk·. Toto volitelné zadání nako-
nec klientem nebylo poºa-
dováno.
Zobrazování poºadavk· p°ímo v diagramu. Spln¥no.
Editace poºadavk· p°ímo v diagramu. Toto volitelné zadání nako-
nec klientem nebylo poºa-
dováno.
Generování dokumentace. Toto volitelné zadání nako-
nec klientem nebylo poºa-
dováno.
Zadání °e²it projektovým zp·sobem. Spln¥no.
Vyuºít iterativní vývoj. Spln¥no.
Publikovat pod BSD licencí. Spln¥no.
Vyuºít jazyk UML. Spln¥no.
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Test Zkontrolování programu
v·£i zadání.
Pouºít nástroj Enterprise Architect. Spln¥no.
Nahrání dokumentace na Assemblu. Spln¥no.
Vykazovat odpracované hodiny. Dopln¥no.
Jednoduchost. Spln¥no.
Intuitivnost ovládání. Spln¥no.
10.5.2 Testování v·£i p°ípadu uºití
Tento test má za úkol otestovat správnost programu v·£i jeho speciﬁkaci a poºadavk·m
uºivatele. Provedeme tedy krok po kroku jeden ze scéná°· p°ípad· uºití.
Test Provedení scéná°e £. 2 v sekci Scéná°e p°ípad· uºití 2.6.
Výsledek Scéná° byl uplatn¥n na oba typy poºadavk·.
V²e prob¥hlo p°esn¥ podle p°edpokladu.
Systém úsp¥²n¥ vrací uºivatele do d°íve otev°eného balí£ku.
Cache stromové struktury navíc také funguje v po°ádku.
10.5.3 Test odezvy
Tento test má za úkol otestovat £as pot°ebný k vykonání jednotlivých poºadavk· za
r·zných podmínek.
Test Na£tení úvodní stránky.
Výsledek 250 - 350ms
Test Na£tení lokální databáze malého projektu.
Výsledek 300 - 400ms
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Test Na£tení vzdálené databáze se serverovou konektivitou malého
projektu.
Výsledek 400ms
Test Na£tení vzdálené databáze s b¥ºnou konektivitou malého pro-
jektu (pomalý upload).
Výsledek 800ms.
Test Na£tení vzdálené databáze s b¥ºnou konektivitou malého pro-
jektu (pomalý download).
Výsledek 1000ms.
10.5.4 Zát¥ºový test
Tento test má za úkol otestovat program a jeho odezvu p°i nedostatku systémových
zdroj·.
Test Spu²t¥ní náro£ného SQL p°íkazu na pozadí.
Výsledek Odezva 3500ms.
10.6 Nasazení
10.6.1 Postup p°i nasazení ﬁnální aplikace do reálného provozu
Pro lep²í pochopení komunika£ních struktur hned na úvod p°ikládám názorný diagram
nasazení, demonstrující obecné prost°edí £ty° samostatných za°ízení:
Diagram se skládá ze £ty° následujících fyzických za°ízení:
1. EAP server - Hlavní server, na kterém b¥ºí samotná aplikace EAP a její databáze
uºivatelských nastavení. Celá kapitola nasazení se bude týkat výhradn¥ tohoto za°ízení.
Aplikace EAP komunikuje prost°ednictvím SQL jak s databázovým poskytovatelem EA
serveru, tak s lokálním databázovým poskytovatelem.
2. EAP client - Libovolný klientský po£íta£ s libovolným opera£ním systémem. Pod-
mínkou je pouze aktuální verze libovolného webového prohlíºe£e. Tento prohlíºe£ ko-
munikuje skrze protokol HTTP s webovým serverem Apache, b¥ºícím na EAP serveru.
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Obrázek 10.1: Diagram nasazení
3. EA server - Libovolný po£íta£ (klient £i server) s databázovým serverem MySQL s
platnou instancí EA databáze. EA server by m¥l být s EAP serverem ideáln¥ spojen
alespo¬ 100Mbitovým symetrickým p°ipojením.
4. EA client - Libovolný klientský po£íta£ s libovolným opera£ním systémem. Podmín-
kou je pouze aktuální verze prost°edí EA. EA client by m¥l být s EA serverem ideáln¥
spojen alespo¬ 100Mbitovým symetrickým p°ipojením. V¥t²inou to ale bývají iden-
tické po£íta£e. Prost°edí EA komunikuje s databázovým poskytovatelem EA serveru
prost°ednictvím SQL.
Toto uspo°ádání p°edstavuje pouze modelovou situaci. V¥t²inou bývá uzel EA serveru
identický s uzlem EA clienta. V n¥kterých p°ípadech pak m·ºe na stejném uzlu b¥ºet i EAP
server a teoreticky i EAP client, ale toto °e²ení uº rozbíjí celý zamý²lený koncept nasazení.
Následující tabulka prezentuje minimální výchozí poºadavky pro provozování aplikace EAP:
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Hardware Nejsou kladeny ºádné speciální nároky na hardware.
Konektivita Alespo¬ symetrický 100Mbit.
Opera£ní systém Linux, Unix, Windows.
Webový server Apache (Windows: 2.2.25, Linux: 2.2.17)
Databázový engine MySQL (Windows: 5.6.20, Linux: 5.1.61)
B¥hové prost°edí PHP verze 5.2.8 nebo nov¥j²í.
Framework CakePHP verze 2.5.5.
A nakonec samotný postup, jak aplikaci EAP nasadit:
1. Obsah instala£ního balí£ku rozbalíme n¥kam do ve°ejných sloºek webového serveru
(nej£ast¥ji /var/www/ ) bu¤ libovoln¥ nebo do podsloºky app frameworku CakePHP.
2. Otev°eme soubor webroot/index.php a nalezneme °ádek s deﬁnicí cesty jádra frameworku.
Bude vypadat takto:Deﬁne('CAKE_CORE_INCLUDE_PATH' , ROOT.DS.'cakephp'.DS.'lib');.
Cestu upravíme, aby sm¥°ovala na sloºku lib frameworku CakePHP. (Výchozí nastavení
je: ./../../cakephp/lib.)
3. Otev°eme soubor Conﬁg/database.php a upravíme hodnoty login, password a database
p°íslu²nými hodnotami k p°ipojení k lokálnímu SQL serveru. Databázi si vytvo°íme
separátn¥ s kódováním utf8_general_ci.
4. Spustíme aplikaci nav²tívením její adresy prost°ednictvím protokolu HTTP.
10.7 Zhodnocení
Výsledkem osmé iterace je hotová aplikace EAP. Byla p°idána lokalizace, °azení poºa-
davk· a bylo opraveno spoustu drobných chyb. Aplikace podstoupila n¥kolik test· r·zných
druh· a v tuto chvíli se jeví jako stabilní. Také byl poskytnut detailní návod pro její reálné
nasazení.
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11.1 Ukon£ení vývoje
Celý vývojový proces byl nakonec p°esn¥ po 12 týdnech ukon£en. Za tuto dobu se stihlo
realizovat 8 z celkem 10 plánovaných iterací. Tento rozdíl v²ak v·bec neznamená, ºe by se
n¥co nestihlo nebo nedokon£ilo. Vývoj byl od samého za£átku koncipován jako iterativní s
dynamickým sm¥rem, který záleºel na konzultacích s klientem. Velká £ást posledních iterací
byla navíc v¥nována volitelným £ástem zadání, pro jejichº realizaci se klient nakonec neroz-
hodl. Místo toho se zapracovalo na v¥cech mnohem d·leºit¥j²ích a osobn¥ si myslím, ºe tento
p°ístup aplikaci velice prosp¥l. Iterativní vývoj kombinovaný s pr·b¥ºnými konzultacemi byl
tedy velice dobrá volba.
11.2 Shrnutí výsledné aplikace
Výsledkem celého vývoje je hotová aplikace EAP ve verzi 1.0. To zde zmi¬uji zám¥rn¥,
protoºe uº na za£átku vývoje se p°edpokládalo, ºe se bude aplikace n¥kdy v budoucnu dále
rozvíjet.
Byla vytvo°ena webová aplikace, umoº¬ující prohlíºení, tvorbu i úpravu poºadavk· (v£etn¥
souvisejících element·) evidovaných v databázi nástroje Enterprise Architect. Jako vedlej²í
funkce (implementovaná trochu nejasným zadáním) je zde navíc moºnost manipulovat s po-
ºadavky dvou r·zných druh·, coº je ur£it¥ p°idaná hodnota, která se neztratí.
O graﬁcké zvýraz¬ování zm¥n poºadavk· zadání roz²í°eno nebylo, aplikace jej tedy ne-
obsahuje. Zobrazení poºadavk· v diagramu v²ak implementováno bylo. O generování doku-
mentace zadání roz²í°eno také nebylo.
Celkov¥ v²ak byla aplikaci v¥nována dostate£ná pé£e na to, aby kaºdá její funkcionalita
byla spolehlivá a dotaºená nejenom do konce, ale aby se i dob°e a snadn¥ pouºívala. Bylo
také p°idáno mnoho dal²ích funkcí, p°edev²ím samostatná registrace uºivatel· a konﬁgurace
vzdálených p°ipojení k libovolným instancím databáze EA. Toto jsou funkce v p·vodním
zadání v·bec nezmín¥né, av²ak jejich efekt na výsledek je naprosto klí£ový. Díky nim se dá
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celá aplikace vyuºít a provozovat jako sluºba pro neomezený po£et uºivatel·, kte°í si kaºdý
spravují své odd¥lené projekty.
Celý projekt byl °e²en projektovým zp·sobem s vyuºitím iterativního vývoje pod BSD
licencí. P°i tvorb¥ dokumentace byly vyuºity standardy UML a nástroj EA, ze kterého po-
chází v²echny publikované diagramy. Dokumentace je voln¥ dostupná na FREE PUBLIC AS-
SEMBLA PROJEKTu na adrese <https://www.assembla.com/spaces/eap-2014/wiki>.
Aplikace je velmi jednoduchá, av²ak pln¥ funk£ní a pro uºivatele velice intuitivní. P°esn¥
tak, jak p·vodní zadání poºadovalo.
11.3 Napln¥ní stanovených cíl· a kone£né zhodnocení
Za velice pozitivní v¥c vidím fakt, ºe v²e co bylo poºadováno bylo nakonec i realizováno.
Alespo¬ z pohledu klienta, který pr·b¥ºn¥ modiﬁkoval zadání dle svých aktuálních p°edstav
zaloºených na pr·b¥hu vývoje. Jsem tedy velice rád, ºe na konci nemusím omlouvat absenci
ur£itých funkcí, pop°ípad¥ upozor¬ovat na nedod¥lky. Zárove¬ v²ak ale p°iznávám, ºe zlep²it
se dá v²echno a potenciál k dal²ímu roz²í°ení je zde obrovský. Z mého pohledu tedy v²echny
stanovené cíle byly zodpov¥dn¥ napln¥ny.
Osobn¥ tedy aplikaci hodnotím velice kladn¥, dob°e se mi na ní pracovalo. B¥hem vývoje
nenastaly ºádné ne°e²itelné komplikace. V²echny problémy byly nakonec úsp¥²n¥ p°ekonány
do výsledné podoby.
11.4 P°ínos aplikace
Protoºe je aplikace vyvíjena úpln¥ od za£átku, tak po spln¥ní jejich stanovených cíl· je
sama o sob¥ velikým p°ínosem. Za nejv¥t²í p°idanou hodnotu v²ak pokládám zp·sob jejího
provozování jako ve°ejné sluºby v²em, kterým by mohla být uºite£ná, navíc dle licence zcela
zdarma. Kdokoliv jí m·ºe nasadit a na svém ve°ejném £i soukromém serveru neomezen¥
provozovat. Ke kaºdé této instanci se m·ºe p°ipojovat neomezený po£et uºivatel·, kte°í jí
pak dále budou pln¥ vyuºívat, aniº by výrazn¥j²ím zp·sobem zatíºili samotný server, který
je jakýmsi prost°edníkem. Ve²kerá komunikace se totiº odehrává zejména mezi uºivatelským
prohlíºe£em a vzdálenou databází EA. Samotná konﬁgurace je navíc pln¥ samoobsluºná a
tak aplikace nepot°ebuje ºádnou pravidelnou správu £i údrºbu. V²echny tyto funkce navíc v
p·vodním zadání v·bec nebyly zaneseny.
11.5 Výhledy do budoucna
B¥hem celého vývoje byly postupn¥ sbírány drobné nápady a podn¥ty k dal²ímu rozvoji
celého projektu. Vyskytují se mezi nimi i slepé vývojové v¥tve, které mohou být dále n¥kam
rozvinuty. Toto v²e bylo zaneseno pomocí ticket· do projektového prostoru na Assemble.
Následuje tedy jejich kompletní vý£et:
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1. Graﬁcké zvýraz¬ování zm¥n poºadavk· od ur£itého termínu £i verze (inspi-
race z Microsoft Word).
P·vodní volitelná sou£ást zadání.
2. Zobrazování a editace poºadavk· p°ímo v diagramu.
Toto by mohlo nasadit pomyslnou korunu v uºivatelské p°ív¥tivosti.
3. Graﬁcké zlep²ení diagram·.
Implementace diagram· je v aplikaci zatím na úplném za£átku. koda, ºe nedostala
p°i vývoji v¥t²í prostor.
4. Generování dokumentace (RTF/LATEX/,...).
P·vodní volitelná sou£ást zadání.
5. Roz²í°ení manipulace s poºadavky.
Aplikace by mohla obsahovat více druh· a moºností p°i manipulacích se samotnými
poºadavky.
6. Modern¥j²í vzhled a ikonky.
Nejen diagram, ale celá graﬁcká stránka projektu má veliký potenciál k vylep²ení.
7. Otestovat chování aplikace na velkém projektu (vymýtit fantom entity).
Bylo by dobré znovu zanalyzovat chování aplikace na velkém reálném projektu. Vedlo
by to k odstran¥ní drobných chyb.
8. Persistence stav· v¥tví p°i cachování stromové struktury.
Dal²í bod podporující uºivatelskou p°ív¥tivost.
9. Accounting poºadavk·.
Nápad p°idání nové funkcionality do aplikace.
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P°íloha A
Seznam pouºitých zkratek
AJAX Asynchronous JavaScript and XML
API Application Programming Interface
CRUD Create, Read, Update, Delete
DHTML Dynamické HTML
DNS Domain Name System
EA Enterprise Architect
EAP Enterprise Architect Plugin
GIF Graphics Interchange Format
GUID Globally Unique IDentiﬁer
HTTP HyperText Transfer Protocol
IP Internetový Protokol
MSI MicroSoft Installer
MVC Model View Controller
ODBC Open DataBase Connectivity
ORM Objektov¥ Rela£ní Mapování
PDO PHP Data Objects
PHP PHP: Hypertextový preprocesor
PNG Portable Network Graphics
SQL Structured Query Language
UML Uniﬁed Modeling Language
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URL Uniform Resource Locator
WBS Work Breakdown Structure
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P°íloha B
Obsah p°iloºeného CD
Na p°iloºeném CD se nachází PDF dokument s identickým obsahem této bakalá°ské práce
v tiskové verzi pojmenovaný jako BAP_gresjan_2014_2.pdf. Jediný rozdíl je v absenci
²ablony pro tvorbu vazebných desek.
V²echny zdrojové soubory pouºité k vygenerování tiskové verze této práce pro prost°edí
LATEXjsou pak umíst¥ny ve sloºce zdroje.
Systém samotný se pak nachází ve sloºce eap, kde naleznete následující souborovou struk-
turu:
• [Conﬁg] - sloºka s konﬁgura£ními soubory prost°edí CakePHP
• [Console] - sloºka obsahující konzolové scripty aplikace
• [Controller] - sloºka obsahující v²echny controllery aplikace
• [Install] - sloºka obsahující instala£ní SQL soubory
• [Lib] - sloºka s externími PHP knihovnami
• [Locale] - sloºka obsahující lokalizace
• [Model] - sloºka obsahující v²echny modely aplikace
• [Plugin] - sloºka s externími zásuvnými moduly
• [Test] - sloºka s testovacími scripty
• [tmp] - sloºka pro do£asné soubory prost°edí CakePHP
• [Vendor] - sloºka s dal²ími externími moduly
• [View] - sloºka obsahující v²echny view aplikace
• [webroot] - ko°enová sloºka aplikace pro webový server
• .htaccess - konﬁgura£ní soubor pro webový server Apache
• index.php - hlavní vstupní soubor aplikace
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