














Simulation Model of Interaction in Two-Body Dynamical Systems 























































m2、時刻 tでのそれぞれの位置をu1(t), u2(t)、速度をv1(t), v2(t)、加速度をa1(t), a2(t) 
とする。引力F1(t), F2(t) はr(t) = u1(t) - u2(t) の方向（正または負）に働いている。図
表1の記号Oは直交座標系の原点である。 
 












 各物体の運動をモデル化するにあたり、各物体の時刻 tにおける「状態」を 
  c1(t) = (m1, u1(t), v1(t)) 
  c2(t) = (m2, u2(t), v2(t)) 
とする。まず物体1を状態機械<δ1>として定式化する。物体1の運動方程式はm1•a1 
= F1であるから、加速度はa1(t) = (1/m1)•F1(t) である。近似計算のために、微小時  











  δ1(c1(t), F1) = c1(t+h) ⇔  
 a1(t) = (1/m1)• F1(t), 
 v1 (t+h) = v1(t) + h•a1(t), 
 u1 (t+h) = u1(t) + h•v1 (t+h), 
 c1(t+h) = (m1, u1(t+h), v1(t+h)).  --- (1) 
 ここに、記号 ⇔ は必要十分条件を表わす論理記号である。同様にして物体2を状
態機械<δ2>として定式化すると式の形は同じであるから、 
  δ2(c2(t), F2(t)) =δ1(c2(t), F2(t)).  --- (2) 
である。 
 システム全体の状態はc(t) = (m1, u1(t), v1(t), m2, u2(t), v2(t)) である。このとき、万
有引力定数をG、r方向への単位ベクトルを(u1(t) - u2(t))/rとすると、万有引力の法則
により、物体1が物体2から受ける力はF1(t) = -(G•m1•m2/r2)• (u1(t) - u2(t))/rである。
また、作用反作用の法則により、物体2が物体1から受ける力は - F1(t) である。こ
こで、状態c(t) に対して二物体への力 (F1, F2) を対応させる関数を、 
  θ(c(t)) = (F1(t), F2(t)) ⇔  
 F1(t) = -(G•m1•m2/r2)• (u1(t) - u2(t))/r,  
 F2(t) = - F1(t).  --- (3) 
と定義すると、これが図表2における「相互作用」である。 
 以上、式(1), (2), (3)により、図表2を構成する各要素システムが定式化できた。こ
れらを組合せて、全体システムをMoore 型オートマトン<δ,λ>として定式化する。
システムの「状態」はc(t) = (m1, u1(t), v1(t), m2, u2(t), v2(t)) であることに留意しつつ、
全体システムの「状態遷移関数」を次のように定義することができる。 
 
  δ(c(t)) = c(t+h) ⇔  
 (F1(t), F2(t)) =θ(c(t)), 
 c1(t+h) =δ1(c1(t), F1), 
 c2(t+h) =δ2(c2(t), F2), 
 c(t+h) = (c1(t+h),c2(t+h)).  --- (4) 
 
「出力関数」は二物体の位置を値とする。 







 前節のオートマトンモデル<δ,λ>を言語CAST で記述したものが図表3 である。







期状態 initialstate ( ) はc0:=[200,[100,100],[0,3],300,[300,100],[0,-2]] とした。 
 delta1(c,F) = ccは一物体の運動を表す状態遷移関数である（式(1)）。theta(c,F) は
相互作用関数である。delta(c, dummy) = ccは全体システムの状態遷移関数である。
式(4)を使って次状態cc:=[u1next,v1next,u2next,v2next] を計算している[7]。最後に、







preprocess() <->  
  G.g:=100, h.g:=0.01, 
  wopen(Wp,"xyplot"),plaingraph(Wp),Wp.g:=Wp; 
inputsequence()="d"; times()=4000; 
initialstate()=c0 <->  
  c0:=[200,[100,100],[0,3],300,[300,100],[0,-2]]; 
delta1([m,u,v],F)=cc <->  //物体1の運動 
  a:=(1/m)*F, 
  v_next:=v + h.g*a, 
  u_next:=u + h.g*v_next, 
  cc:=[m,u_next,v_next]; 
delta2(c,F)=delta1(c,F); //物体2の運動 
theta([m1,u1,v1,m2,u2,v2])=[F1,F2] <->  //相互作用 
  r:=sqrt(sum((u1-u2)*(u1-u2))), 
  F1:= -(G.g*m1*m2/(r*r*r))*(u1-u2), 
  F2:= -F1; 
delta([m1,u1,v1,m2,u2,v2],dummy)=cc <->  //全体システム 
  [F1,F2]:=theta([m1,u1,v1,m2,u2,v2]), 
  cc1:=delta1([m1,u1,v1],F1), 
  cc2:=delta2([m2,u2,v2],F2), 
  cc:=append(cc1,cc2); 
lambda([m1,u1,v1,m2,u2,v2])=b <-> b:=[u1,u2],  //出力 
  xwrite(Wp.g,"r",append(u1,u1)), 








質量より軽い（m1 = 200, m2 = 300）ので左の楕円が大きくなっている。また、初期
値をみると、重心の速度はm1•v1 + m2•v2 = 3•200 - 2•300 = 0であるため、全体の
重心の位置は不動である。したがって、二つの楕円がその位置で表示され続けること
になる。 















G=100, h=0.01, G=100, h=0.01, 
c0=[200,[100,100],[0,3], 300, [300,100],[0,-2]] c0=[200, [100,100],[0,4],300, [300,100],[0,-3]] 
 
 図表5は重心の速度がゼロでないように初期速度を変更し、再度実行した結果であ




























相互作用関数θ(c) = (F1, F2) が各引力を計算している。状態cを参照できることが相
互作用関数のポイントである。 
 恐らく「相互作用が関数で表わせることがシミュレーションの前提条件」であろう。

































 その場合には、各物体への入力 Fiにエンジンの推力F' が加算されることになり、 
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ローチ：情報システム開発の基礎』日科技連を参照のこと。 
 [2] 旭貴朗，高原康彦，中野文平ほか（2008.03）「経営情報システム開発のためのモデル記述言





 [5] Yasuhiko Takahara and Yongmei Liu (2006.12), Foundations And Applications of MIS : 




 [7] 言語 CAST がリスト計算をすることができるので、状態遷移関数を書き直して（システム要
素delta1, delta2, thetaを定義することなく）、次のように極端に短く記述することは可能である。  
   delta([m1,u1,v1,m2,u2,v2],a)=cc <->  
    r:=sqrt(sum((u1-u2)*(u1-u2))), 
    F:=-(G.g*m1*m2/(r*r*r))*(u1-u2), 
    [a1,a2]:=[(1/m1)*F,-(1/m2)*F], 
38 
 
    [v1next,v2next]:=[v1,v2] + h.g*[a1,a2], 
    [u1next,u2next]:=[u1,u2] + h.g*[v1next,v2next],  




 [8] 質量比m1/m2が大きくなると誤差が蓄積され、楕円がずれていくことになる。実際に、m1/m2 





  旭貴朗「モデル記述言語CASTによるシミュレーション」2012.09.01 




手順 ―」『経営論集』78号， pp.177-188では、次のようにモデル化している。 
   δ(c1,c2) = cc ⇔  
           c1' =δ1(c1,θ1(c)), 
           c2' =δ2(c2,θ2(c1',c2)) 
           cc = (c1', c2'). 
  これは要素システム1の変化による影響 (c1',c2) をまず計算し、それをもとに要素システム2
の変化による影響ccを求めている。これは逐次処理のモデルである。 
 [11] 注[5]のTakahara & Liu (2006) では、一物体の力学系を対象とし最適制御を解いている。た
だし、数学的意味の最適解ではなく、いわゆる実用解が得られる。 
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