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Tóm tắt 
Trong hoạt động kiểm thử phần mềm, các ca kiểm thử thường được tạo ra một cách thủ 
công, gây tốn kém về chi phí cũng như thời gian để hoàn thành công đoạn này. Thực thi 
tượng trưng (Symbolic execution) được biết đến là một kỹ thuật nổi tiếng với khả năng tự 
động sinh những bộ test case có độ bao phủ cao với các tiêu chí kiểm thử nhằm phát hiện 
những lỗi sâu trong các hệ thống phần mềm phức tạp. Bài báo trình bày các vấn đề tổng 
quan và một số kết quả của các nghiên cứu gần đây về kỹ thuật thực thi tượng trưng. Bài 
báo cũng đưa ra những thách thức cần giải quyết trong lĩnh vực này như: sự bùng nổ 
đường thực thi của chương trình, khả năng giải các ràng buộc, mô hình hóa bộ nhớ, các 
vấn đề về tương tranh vv.. đồng thời đưa ra một số đánh giá từ những kết quả đã công bố. 
Từ khóa: Dữ liệu kiểm thử; Giải ràng buộc; Ràng buộc; Sinh dữ liệu kiểm thử; Thực thi 
tượng trưng; Thực thi tượng trưng động. 
1. GIỚI THIỆU 
Hiện nay có rất nhiều công cụ nền tảng phục vụ cho hoạt động kiểm thử phần 
mềm như JUnit [33] cho ngôn ngữ Java, NUnit [34], VSUnit [29] cho .NET để thực thi 
các ca kiểm thử mức đơn vị. Tuy nhiên, các công cụ kiểm thử này không hỗ trợ việc 
sinh tự động các ca kiểm thử đơn vị. Viết các ca kiểm thử là một công việc nặng nhọc 
và tốn nhiều công sức. Có nhiều phương pháp khác nhau hỗ trợ việc sinh tự động các ca 
kiểm thử (Test Case) giúp giảm chi phí và thời gian thực hiện đã được nghiên cứu và 
đưa ra như: Dựa trên mô hình (Model Checking), kểm thử ngẫu nhiên (Random Testing 
[1]). Nhưng hạn chế của nó là kiểm tra cùng một hành vi thực thi của chương trình 
nhiều lần với những đầu vào khác nhau và chỉ có thể kiểm tra được một số trường hợp 
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thực thi của chương trình. Thêm vào đó, kiểm thử ngẫu nhiên khó xác định được khi 
nào việc kiểm thử nên được dừng lại và nó không biết tại điểm nào không gian trạng 
thái đã được thám hiểm hết. Để xác định khi nào việc kiểm thử dừng lại thì hệ thống 
kiểm thử ngẫu nhiên được kết hợp với các tiêu chuẩn an toàn [3]. Để khắc phục những 
hạn chế của kiểm thử ngẫu nhiên, phương pháp thực thi tương trưng xây dựng các ràng 
buộc trên các giá trị tượng trưng và giải các ràng buộc đó để sinh ra các giá trị đầu vào 
cho chương trình mà có thể bao phủ tất các dòng lệnh cũng như các nhánh thực thi của 
chương trình. 
Ý tưởng của thực thi tượng trưng đã được đề xuất bởi King [Comm. ACM 
1976], Clarke [IEEE TSE 1976] [2,10,18,21] nhưng việc hiện thực ý tưởng mới chỉ 
được thực hiện trong những năm gần đây qua tiến bộ đáng kể trong lý thuyết giải các 
ràng buộc (Constrain satisfiability) [11] và các tiếp cận mở rộng thực thi tượng trưng 
động (dynamic Symbolic execution) [30,16], một kỹ thuật kết hợp giữa các giá trị cụ thể 
và giá trị tượng trưng cho các giá trị đầu vào. 
2. TỔNG QUAN VỀ KỸ THUẬT THỰC THI TƯỢNG TRƯNG 
Ý tưởng chính của thực thi tượng trưng là thực thi chương trình với các giá trị 
tượng trưng (Symbolic value) thay vì các giá trị cụ thể (concrete value) của các tham số 
đầu vào kết quả là giá trị đầu ra được tính toán bởi chương trình và được biểu diễn bởi 
một biểu thức tượng trưng. Trong kiểm thử phần mềm, kỹ thuật thực thi tượng trưng 
được sử dụng để sinh dữ liệu kiểm thử cho mỗi đường thực thi khác nhau của chương 
trình. Ví dụ trong Hình 1 minh họa thực thi tượng trưng. 
Trong quá trình thực thi tượng trưng, việc đi theo một nhánh cụ thể nào đó 
không phụ thuộc vào các giá trị của các tham số đầu vào. Tại tất cả các điểm rẽ nhánh 
tất cả các nhánh sẽ được xem xét và kiểm tra nhằm định hướng cho thực thi tiếp theo 
của chương trình. Với những chương trình ở dạng đơn giản có hai loại thực thi chủ yếu: 
đó là câu lệnh gán và câu lệnh rẽ nhánh. Tại các câu lệnh gán, giá trị tượng trưng của 
biến chương trình cũng như các tham số đầu vào có liên quan tới câu lệnh đó được tính 
toán và cập nhật lại, còn tại các điểm rẽ nhánh, chương trình sẽ điều khiển thực thi theo 
cả hai nhánh tương ứng đồng thời ràng buộc đường đi (path condition) tương ứng với 
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hai nhánh sẽ được tạo ra. Một ràng buộc là một biểu thức điều kiện tương ứng với giá trị 
true và ràng buộc kia tương ứng với giá trị sai của biểu thức ràng buộc. Các ràng buộc 
này sẽ được cập nhật vào điều kiện đường đi tương ứng với nhánh đó. Các điều kiện 
này sẽ được xem xét bởi một bộ giải ràng buộc để đánh giá xem đường đi tiếp theo có 
khả thi hay không hay nói một cách khác là kiểm tra xem có tồn tại bộ giá trị thỏa mãn 
ràng buộc này hay không. Nếu không thỏa mãn thì ràng buộc sẽ đánh giá là sai, khi đó 
thực thi tượng trưng sẽ dừng hoặc quay lui thực thi theo nhánh khả thi. 
 
Hình 1. Ví dụ đơn giản cho thực thi tượng trưng 
Các ràng buộc đường đi được tạo ra bằng cách thu gom các điều kiện trên đường 
đi tương ứng. Giải các ràng buộc này sẽ sinh ra các giá trị cụ thể cho các tham số đầu 
vào tương ứng với từng nhánh thực thi của chương trình. 
Tất các các đường thực thi của chương trình có thể biểu diễn bởi một cấu trúc 
cây gọi là cây thực thi (execution tree). Hình 2 là cây thực thi tượng trưng cho hàm 
testme() trong Hình 1. Các cạnh của cây biểu diễn cho sự chuyển đổi từ trạng thái này 
sang trạng thái khác. Với ví dụ trên phương thức testme() trong Hình 1 sẽ có cây thực 
thi mô tả những đường thực thi của chương trình với các biến đầu vào là {x=0, y=1}, 
{x=2, y=1} và {x=30, y=15}, mục tiêu là sinh ra tập các ca kiểm thử thỏa mãn thực thi 
cho tất cả các nhánh của chương trình phụ thuộc vào giá trị tượng trưng của các tham 
biến đầu vào nhiều nhất có thể trong một khoảng thời gian nhất định đảm bảo khám phá 
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chính xác tất cả các đường thực thi bởi một lần duy nhất với những giá trị đầu vào đã 
cho. 
 
Hình 2. Cây thực thi tượng trưng tương ứng với hàm testme() trong ví dụ 1 
Bắt đầu thực thi tượng trưng hàm testme() bằng việc gán giá trị cho các tham số 
đầu vào x và y lần lượt là x0 và y0. Khởi tạo PC (Path Condition) nhận giá trị là True, tới 
câu lệnh rẽ nhánh if(2*y0= x0) hai nhánh của chương trình tương ứng đều được thực thi 
với các giá trị tượng trưng là x0 và y0. Tại đây biểu thức điều kiện rẽ nhánh là 2*y0=x0 và 
!(2*y0=x0 ) được bổ sung và PC theo hai nhánh khác nhau. Sau khi thực thi câu lệnh 
if(2*y0= x0) hàm testme() được thực thi theo nhánh mà tồn tại giá bộ giá trị x,y thỏa 
mãn. Tương tự như trên khi gặp câu lệnh if(x0>y0+10) PC theo hai nhánh tương ứng sẽ 
được cập nhật bổ sung là (2*y0=x0)^(x0>y0+10) và (2*y0=x0)^(x0<y0+10). Tại mỗi điểm 
rẽ nhánh PC sẽ được cập nhật và một thủ tục quyết định bằng bộ xử lý ràng buộc sẽ 
được sử dụng để xác định xem nhánh tương ứng với PC đó có khả thi hay không để 
điều hướng thực thi hiện thời đi theo nhánh đó. Nếu PC được đánh giá là không khả thi, 
thực thi tương trưng sẽ dừng hoặc quay lui, và thực thi tượng trưng chỉ thực thi chương 
trình tương trưng theo nhánh mà PC được đánh giá là khả thi. 
Đối với những đoạn mã chứa vòng lặp hoặc lời gọi đệ quy mà đường thực thi là 
vô hạn và biến điều khiển của vòng lặp hoặc lời gọi đệ quy là tượng trưng.Ví dụ trong 
Hình 3 sẽ là vô hạn đường thực thi với mỗi đường thực thi là 1 dãy tùy ý số lượng giá trị 
là true và sau cùng là false hoặc là 1 dãy vô hạn số lần lặp, khi đó PC của đường thực 
thi là với 1 dãy gồm n giá trị true và sau cũng là false:  
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Hình 3. Ví dụ cho vòng lặp vô hạn 
Nơi mà mỗi Ni nhận lại giá trị tượng trưng và trạng thái cuối cùng là  
 
{N Nn+1,Sum→ ∑ Ni୧∈[ଵ,୬] }. 
Trên thực tế cần phải thêm các tiêu chí giới hạn cho việc tìm kiếm như thời gian 
thực thi, giới hạn chiều sâu của đường thực thi hoặc số lượng các vòng lặp lồng nhau. 
Nhược điểm chính của thực thi tượng trưng truyền thống là không thể sinh dữ 
liệu test nếu không giải được biểu thức ràng buộc đường thực thi. Ví dụ nếu ta thay hàm 
twice() ở hình 1 bằng hàm twice() ở Hình 4 sau khi thực hiện câu lệnh dòng 7 thì thực 
thi tương trưng sẽ cho ra hai ràng buộc mới bổ sung x0≠y0*y0%50 và x0=y0*y0%50 và 
khi bộ giải ràng buộc không giải được ràng buộc trên thực thi tượng trưng sẽ thất bại 
trong việc sinh các dữ liệu kiểm thử cho chương trình sau khi đã được sửa đổi. 
 
Hình 4. Ví dụ cho hàm twice() là phi tuyến  
Trong phần này, chúng tôi sẽ trình bày trong phần hai về các kỹ thuật thực thi 
tượng trưng hiện đại mà có ít nhất một vài dữ liệu kiểm thử giải quyết được vấn đề trên 
3. CÁC KỸ THUẬT THỰC THI TƯỢNG TRƯNG HIỆN ĐẠI 
Một trong những yếu tố quan trọng của kỹ thuật thực thi tượng trưng hiện đại là 
khả năng kết hợp giữa giá trị cụ thể và giá trị tượng trưng. Chúng tôi sẽ trình bày dưới 
đây hai kỹ thuât quan trọng và đánh giá những ưu điềm mà các kỹ thuật này cung cấp. 
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3.1. Concolic testing  
Directed Automated Random Testing (DART) [13] thực hiện kỹ thuật tượng 
trưng động (là kỹ thuật phân tích chương trình động). Thực thi tượng trưng động chính 
là sự kết hợp giữa thực thi cụ thể và thực thi tượng trưng. Trong thực thi tượng trưng 
động, chương trình được thực thi nhiều lần với những giá trị khác nhau của tham số đầu 
vào.  
Bắt đầu bằng việc chọn những giá trị tùy ý cho các tham số đầu vào và thực thi 
chương trình với những giá trị cụ thể đó chương trình sẽ được thực thi theo một đường 
đi xác định. DART thực thi chương trình với các giá trị cụ thể của tham số đầu vào và 
thu gom các ràng buộc trong quá trình thực thi theo đường đi mà sự thực thi cụ thể này 
đi theo, đồng thời suy ra các ràng buộc mới từ những ràng buộc đã thu gom được. 
Tại các câu lệnh rẽ nhánh, biểu thức điều kiện rẽ nhánh sẽ được đánh giá theo 
các giá trị cụ thể của các tham số đầu vào. Nếu biểu thức điều kiện rẽ nhánh nhận giá trị 
là True thì biểu thức của điều kiện rẽ nhánh sẽ được thu gom vào ràng buộc của PC và 
được ghi nhớ, đồng thời phủ định của điều kiện rẽ nhánh sẽ được sinh ra và được thêm 
vào một PC tương ứng với nhánh còn lại mà sự thực thi cụ thể đó không đi theo. Một bộ 
xử lý ràng buộc (Constraint Solver) sẽ được sử dụng để giải quyết các ràng buộc mới 
sinh ra này để sinh ra các giá trị cụ thể của tham số đầu vào. Trong trường hợp ngược 
lại biểu thức phủ định của điều kiện rẽ nhánh sẽ được thu gom vào ràng buộc của PC 
tương ứng với nhánh mà sự thực thi hiện thời đang đi theo và được ghi nhớ. Đồng thời 
điều kiện rẽ nhánh sẽ được sinh ra và thêm vào PC tương ứng với nhánh còn lại mà sự 
thực thi hiện thời không đi theo. Các giá trị mới được sinh ra của các tham số đầu vào sẽ 
tiếp tục được thực thi và quá trình này sẽ được lặp lại cho tới khi chương trình được 
thực thi theo tất cả các đường đi. Do các chương trình được thực thi với những giá trị cụ 
thể nên có thể thấy rằng tất cả các đường đi phân tích được trong quá trình thực thi 
tượng trưng động đều là các đường đi khả thi. 
Với ví dụ trong Hình 1, Concolic testing sẽ sinh ra một vài giá trị ngẫu nhiên 
cho tham số đầu vào, giả sử là {x=22,y=7} và thực thi chương trình với cả với các giá 
trị tượng trưng và cụ thể. Thực thi với giá trị cụ thể sẽ theo nhánh else tại dòng 7 và 
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thực thi tượng trưng sẽ bổ sung ràng buộc (x0≠2y0) theo đường thực thi của các giá trị 
cụ thể, đồng thời Concolic testing sẽ lấy phủ định trong ràng buộc đó và giải ràng buộc 
tương ứng của biểu thức x0=2*y0 để sinh ra dữ liệu tương ứng là {x=2,y=1}. Đầu vào 
mới này sẽ bắt buộc chương trình thực thi theo nhánh khác với các giá trị cụ thể là 
{x=22, y=7}, tại câu lệnh rẽ nhánh ở dòng 8, giống như trên chương trình thực thi với 
giá trị {x=2,y=1} sẽ thực thi theo nhánh thỏa mãn ràng buộc (x0=2*y0)&(x0≤y0+10) lấy 
phủ định của biểu thức (x0≤y0+10) và sẽ giải ràng buộc tương ứng là 
(x0=2*y0)&(x0>y0+10) để sinh ra ràng buộc tương ứng là {x=30, y=15}. Chương trình 
sẽ gặp câu lệnh ERROR với đầu vào mới này, sau lần thực thi lần thứ 3 này Concolic 
testing sẽ báo rằng tất cả các đường thực thi của chương trình đã được khám phá và 
dừng thực hiện. Chú ý rằng trong ví dụ này concolic testing đã khám phá tất cả các 
đường thực thi của chương trình và sử dụng chiến thuật tìm kiếm theo chiều sâu, tuy 
nhiên cũng có thể áp dụng chiến thuật khác cho việc tìm kiếm được đề cập ở mục 4.1. 
3.2. Execution Generated Testing (EGT) 
Phương pháp tiếp cận EGT thực hiện mở rộng của cả hai công cụ EXE [8] và 
phương pháp KLLE [4]. Nó hoạt động dựa trên nguyên lý tạo ra sự khác biệt giữa giá trị 
cụ thể và trạng thái tượng trưng của chương trình. 
EGT trộn lẫn giá trị cụ thể và thực thi tượng trưng bằng cách kiểm tra động 
trước mọi toán hạng. Nếu các giá trị liên quan đó hoàn toàn là các giá trị cụ thể thì toán 
hạng đó sẽ thực thi như chương trình gốc. Còn nếu có ít nhất một giá trị là tượng trưng 
thì toán hạng sẽ thực hiện thực thi tượng trưng và cập nhật điều kiện ràng buộc đường đi 
cho đường thực thi hiện thời. 
Ví dụ trong chương trình ở Hình 1 lệnh trên dòng 17 được thay đổi là y=10, sau 
dòng 6 chỉ cần gọi phương thức twice() với tham biến trên và cho giá trị cụ thể là 20. 
Lời gọi đó sẽ thực thi như là với chương trình gốc. Do vậy tại dòng 7 câu lệnh rẽ nhánh 
sẽ là if(x0=20) và thực thi tượng trưng sẽ cho phép thực hiện theo hai nhánh if và else 
tương ứng với ràng buộc là x0=20 và x0≠20. Khi gặp câu lệnh tại dòng 8, biểu thức ràng 
buộc tương ứng với nhánh này là (x0=20)&(x0>20). Lúc này bộ giải ràng buộc sẽ đánh 
giá là đường thực thi không khả thi và thực thi tượng trưng sẽ quay lui. 
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Concolic và EGT là hai đại diện cho kỹ thuật thực thi hiện đại và tiến bộ chính 
là khả năng trộn giá trị cụ thể với thực thi tượng trưng và được gọi chung là kỹ thuật 
thực thi tượng trưng động (Dynamic symbolic execution). 
3.3. Tính tương đối và đầy đủ trong thực thi tượng trưng động 
Một trong những lợi thế chính của phương pháp kết hợp là “tương đối” do phải 
tương tác với các mã nguồn bên ngoài hoặc không thể đưa ra các giá trị thỏa mãn các 
ràng buộc của bộ giải ràng buộc và có thể được đơn giản hóa do sử dụng các giá trị cụ 
thể.  
Ví dụ các chương trình thực tế luôn phải tương tác với thế giới từ bên ngoài như 
là: sử dụng các thư viện ngoài mà nó không hỗ trợ thực thi tượng trưng hoặc sử dụng 
các lời gọi từ hệ điều hành. Nếu tất cả các đối số được truyền cho lời gọi hàm như vậy 
đều là các giá trị cụ thể thì lời gọi hàm có thể được thực hiện một cách đơn giản với các 
giá trị cụ thể như là thực thi với chương trình gốc. Tuy nhiên, ngay cả khi nếu một vài 
toán hạng là tượng trưng thì thực thi tượng trưng động sẽ sử dụng một trong những giá 
trị cụ thể của toán hạng tương ứng đó. 
EGT thực hiện đơn giản hóa ràng buộc chỉ để kiểm tra sự thỏa mãn tại đường đi 
hiện tại (EGT có thể được tối ưu hóa thông qua ví dụ sẽ được đề cập trong mục 4.2). 
Trong khi concolic sử dụng ngay các giá trị cụ thể tại thời điểm thực thi của chương 
trình cho đầu vào từ thực thi concolic hiện thời. Bên cạnh những mã nguồn bên ngoài, 
sự thiếu chính xác (tương đối) của thực thi tượng trưng còn thể hện ở một vài điểm như 
là không giải quyết được một số toán tử (dấu phảy động) hoặc những hàm phức tạp 
không giải được bởi bộ giải ràng buộc, việc sử dụng các giá trị cụ thể cho phép thực thi 
tượng trưng động khôi phục lại những thiếu sót và chi phí của nó là có thể thiếu một vài 
đường thực thi. Do vậy EGT mất đi tính đầy đủ. 
Để làm rõ điều này chúng tôi sẽ minh họa hành vi của Concolic testing với ví dụ 
thực hiện hàm twice() mà giá trị trả về là phi tuyến (v*v)%50 (xem trong Hình 4) . Giả 
sử rằng concolic bắt đầu thực hiện với giá trị ngẫu nhiên cho tham số đầu vào là {x=22, 
y=7}. Với giá trị này concolic sẽ sinh ra ràng buộc đường đi là: x0≠y0*y0%50. Nếu giả 
  TẠP CHÍ KHOA HỌC ĐẠI HỌC ĐÀ LẠT [ĐẶC SAN CÔNG NGHỆ THÔNG TIN] 262 
sử rằng bộ giải ràng buộc không giải được với với ràng buộc phi tuyến thì Concolic 
testing sẽ thất bại trong việc sinh dữ liệu đầu vào cho đường thực thi tiếp theo. Chúng ta 
có trường hợp tương tự khi mã nguồn cho hàm twice() là không xác định (do bên thứ 3 
cung cấp và là mã nguồn đóng hoặc là lời gọi từ hệ thống). Trong trường hợp đó ràng 
buộc đường đi sẽ là x0=twice(y0) và twice() là hàm không xác định (interpreted 
function). Concolic testing giải quyết tình huống này bằng cách thay thế một vài giá trị 
tượng trưng bằng giá trị cụ thể. Kết quả là ràng buộc sẽ trở lên đơn giản và có thể giải 
được bằng bộ giải hiện thời. Với ví dụ trên, Concolic testing sẽ thay thế y0 bởi một giá 
trị cụ thể là 7 nó sẽ đơn giản hóa ràng buộc là x0=49. Khi giải ràng buộc này, Concolic 
testing sẽ có kết quả là {x=49, y=8} để thực thi những đường đi chưa khám phá trước 
đó. 
Chú ý rằng khả năng đơn giản hóa ràng buộc do sử dụng các giá trị cụ thể giúp 
sinh các dữ liệu test cho những đường thực thi của chương trình mà thực thi tượng tưng 
bị cản trở. Nhưng, sự đơn giản hóa đó sẽ đi kèm với với một số thiếu sót nhất định, Nó 
có thể mất đi tính đầy đủ có nghĩa là nó có thể không sinh được dữ liệu kiểm thử cho 
một vài đường thực thi. Tuy nhiên, rõ ràng là nó phù hợp cho việc thay thế hoặc bỏ qua 
một vài đường thực thực thi không hỗ trợ hay đối với các hàm mở rộng từ bên ngoài khi 
gặp phải. 
4. NHỮNG THÁCH THỨC VÀ MỘT VÀI GIẢI PHÁP 
Trong phần này chúng ta sẽ thảo luận về những thách thức quan trọng trong thực 
thi tượng trưng và một vài giải pháp thú vị cho việc giải quyết các thách thức đặt ra. 
4.1. Bùng nổ đường đi 
Một trong những thách thức quan trọng của thực thi tượng trưng là nó sẽ sinh ra 
một số lượng lớn các đường thực thi mặc dù chương trình là nhỏ và thường là hàm mũ 
trong số các câu lệnh rẽ nhánh tĩnh của mã nguồn. Kết quả là trong một khoảng thời 
gian định trước nó sẽ quyết định khám phá con đường đầu tiên sao cho phù hợp nhất. 
Trước hết, lưu ý rằng thực thi tượng trưng đã ngầm lọc ra tất cả các đường thực 
thi không phụ thuộc vào các biến tượng trưng đầu vào và những đường dẫn không khả 
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thi (Infeasiblle path) trong quá trình giải các ràng buộc. Mặc dù như vậy, sự bùng nổ 
đường dẫn vẫn là một trong những thách thức lớn nhất đối với thực thi tượng trưng. 
Hiện nay có 2 cách tiếp cận chính để giải quyết vấn đề này là ưu tiên tìm kiếm kinh 
nghiệm (Heuristic search) và sử dụng kỹ thuật phân tích tính đúng đắn của chương trình 
trong quá trình phân tích được trình bày dưới đây. 
4.1.1. Tìm kiếm kinh nghiệm (Heuristic search) 
Cơ chế quan được sử dụng trong các công cụ thực thi tượng trưng để ưu tiên 
đường dẫn khai phá là sử dụng tìm kiếm kinh nghiệm. Hầu hết Heuristic đặt trọng tâm 
vào vấn đề bao phủ dòng lệnh và bao phủ rẽ nhánh. Nhưng chúng cũng có thể được sử 
dụng để tối ưu hóa các tiêu chí mong muốn khác. 
Một cách tiếp cận đặc biệt hiệu quả là sử dụng đồ thị luồng điều khiển (Control 
Flow Graph). Để điều hướng đường gần nhất từ những đường dẫn đã khám phá [4,8], 
một cách tương tự trong EXE [8] là ưu tiên những câu lệnh đã thực thi mà có số lần chạy 
là ít nhất. Một ví dụ khác với tìm kiếm Heuristic dựa trên khám phá ngẫu nhiên cũng đã 
được chứng minh tính hiệu quả [4,8]. Ý tưởng chính của phương pháp này là khi bắt 
đầu chương trình với mỗi câu lệnh rẽ nhánh của thực thi tượng trưng trong các nhánh 
khả thi nó sẽ chọn ngẫu nhiên 1 nhánh để khám phá. 
Một tiếp cận thành công khác là xen vào kiểm thử ngẫu nhiên và khám phá 
tượng trưng (symbolic exploration). Phương pháp này kết hợp khả năng của kiểm thử 
ngẫu nhiên để nhanh chóng đến những trạng thái thực thi sâu của chương trình. Với sức 
mạnh của thực thi tượng trưng việc kết hợp được khai phá triệt để những trạng thái 
trong một vùng lân cận. 
Gần đây hơn nữa thực thi tượng trưng còn được kết hợp với kỹ thuật tìm kiếm 
tiến hóa(evolutionnary seach). Trong đó hàm mục tiêu được sử dụng để định hướng 
không gian đầu vào của của các biến [3,19,22,27]. Ví dụ với công cụ Austin [22] sử 
dụng tìm kiếm tiến hóa trong tìm kiếm đường thực thi. Trong đó nó sử dụng một hàm 
mục tiêu phát triển tìm kiếm của không gian dữ liệu kiểm thử đầu vào. Với thực thi 
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tượng trưng động khai thác tốt được cả hai lĩnh vực trên, hiệu quả của kiểm thử phần 
mềm phụ thuộc vào chất lượng của hàm mục tiêu. 
Một vài tiếp cận hứa hẹn khác [3,19,27] khai thác thông tin trạng thái thực thi 
của giá trị cụ thể và thực thi tượng trưng từ thực thi tượng trưng động và phân tích tĩnh 
để cải tiến hàm mục tiêu cho kết quả sinh dữ liệu kiểm thử tốt hơn. Kiểm thử đột biến 
nới các bộ test đầy đủ được đánh giá bằng cách kiểm tra khả năng xác định khác nhau 
của đột biến trong chương trình cũng đã kết hợp thành công với thực thi tượng trưng 
động [20].  
Nhìn chung các phương pháp mới trong việc kết hợp thực thi tượng trưng và kỹ 
thuật tìm kiếm kinh nghiệm đã cho những kết quả hứa hẹn và chúng tôi tin rằng những 
tiến bộ hơn nữa trong lĩnh vực này có thể đóng vai trò quan trọng trong việc giải quyết 
sự bùng nổ đường dẫn trong thực thi tượng trưng  
4.1.2. Kỹ thuật phân tích tính đúng đắn của chương trình 
Một cách tiếp cận quan trọng khác cho vấn đề bùng nổ đường dẫn từ phân tích 
chương trình và kiểm chứng phần mềm nhằm giảm độ phức tạp của đường dẫn thực thi 
chương trình đó là sử dụng thông qua phân tích tính đúng đắn của chương trình. Cách 
tiếp cận đơn giản được sử dụng để giảm số lượng đường thực thi chương trình là gộp lại 
theo hướng tĩnh sử dụng biểu diễn bởi cấu trúc lựa chọn, sau đó được truyền trực tiếp 
cho bộ giải [13]. Tiếp cận này có thể có hiệu quả trong nhiều trường hợp nhưng nó 
không phù hợp khi truyền độ phức tạp cho bộ giải. Nội dung này sẽ được trình bày ở 
phần sau. 
Các kỹ thuật kết hợp (Compositional) cải tiến thực thi tượng trưng bằng cách sử 
dụng bộ nhớ đệm và sử dụng lại phân tích của những hàm ở mức thấp trong những tính 
toán tiếp theo. Ý tưởng chính của kỹ thuật này được thể hiện trong các tài liệu [14,15] là 
tính toán, tóm tắt hàm đối với mỗi hàm kiểm thử được mô tả về điều kiện trước và giá 
trị đầu ra của hàm và sử dụng lại sự tóm tắt này đối với những hàm ở mức cao. 
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Sinh dữ liệu kiểm thử lười (Lazy test generation )[23]. Nó là một cách tiếp cận 
liên quan để tránh sự lặp lại trong khai phá đường dẫn bằng cách tự động cắt tỉa các 
đường dẫn dư thừa trong quá trình khám phá đường dẫn. Kỹ thuật này dựa trên ý tưởng 
nếu các đường dẫn đạt đến cùng một điểm và cùng có ràng buộc tương tự với đường 
dẫn trước đó thì sẽ được thực thi tương tự đồng thời đường dẫn đó sẽ bị loại bỏ. 
4.2. Giải các ràng buộc 
Mặc dù đã có những tiến bộ đáng kể trong kỹ thuật thực hiện giải các ràng buộc 
trong những năm gần đây, giúp cho thực thi tượng trưng trở nên thực tế hơn, nhưng việc 
giải các ràng buộc vẫn là cản trở đáng kể của thực thi tượng trưng. Nó thường chiếm 
nhiều thời gian trong quá trình thực hiện và là một trong những lý do chính khiến thực 
thi tương trưng không mở rộng được với một số loại chương trình mà mã nguồn của nó 
sinh ra với yêu cầu rất lớn trong việc giải các ràng buộc. 
Kết quả là cần thiết phải thực hiện tối ưu khi giải các ràng buộc được sinh ra 
trong quá trình thực thi tượng trưng trong những chương trình thực tế. Chúng tôi trình 
bày dưới đây hai phương pháp tối ưu được sử dụng bởi các công cụ hiện tại. 
4.2.1. Loại bỏ ràng buộc không liên quan 
Phần lớn các yêu cầu của thực thi tượng trưng đặt ra là xác định tính khả thi của 
câu lệnh rẽ nhánh. Ví dụ: Concolic testing là một loại biến thể của thực thi tượng trưng. 
Một nhánh của ràng buộc đường dẫn hiện thời là phủ định của nó và tập các kết quả của 
ràng buộc sẽ kiểm tra tính thỏa mãn để xác định nếu chương trình có thể rẽ sang một 
nhánh khác của ràng buộc tương ứng với phủ định của ràng buộc hay không. 
Một chú ý quan trọng là trong trường hợp chung nhất, nhánh của chương trình 
phụ thuộc vào một số lượng nhỏ các tham biến của chương trình trên một số lượng nhỏ 
các ràng buộc của điều kiện đường đi. Do vậy một cách tối ưu hóa hiệu quả là loại bỏ 
khỏi ràng buộc đường đi những ràng buộc không liên quan trong quyết định đến kết quả 
của đường dẫn hiện thời. Ví dụ: Xem xét ràng buộc của một đường đi hiện thời của thực 
thi là: (x+y>0)^(z>0)^(y<12)^(z-x=0). Giả sử chúng ta muốn sinh các giá trị đầu vào 
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mới từ giải ràng buộc (x+y>0)^(z>0)& (y<12) trong đó (y<12) là phủ định của 
nhánh điều kiện có tính khả thi mà đang thử xây dựng trong ràng buộc trên. Ta có thể an 
toàn loại bỏ z vì ràng buộc này không ảnh hưởng đến kết quả của nhánh  (y<12). Giải 
pháp này sẽ giảm các thiết lập ràng buộc và sẽ cho những giá trị x và y mới. Chúng ta sử 
dụng giá trị z từ thực thi hiện thời để sinh các dữ liệu đầu vào mới. 
Thực tế hơn, thuật toán sẽ tính toán tính bắc cầu của tất cả các ràng buộc trong 
các phủ định của ràng buộc phụ thuộc bằng cách xem xét sự chia sẻ bất kì các biến giữa 
chúng trong những trường hợp mở rộng. Trong giải quyết với tham chiếu con trỏ và chỉ 
số mảng đã được trình bày chi tiết trong các tài liệu [8,12,26]. 
4.2.2. Giải ràng buộc theo phương pháp gia tăng (Increamental Solving) 
Một trong những tính chất quan trọng của tập các ràng buộc được tạo ra trong 
quá trình thực thi tượng trưng là nó mô tả biểu diễn cho một tập cách nhánh tĩnh từ mã 
nguồn của chương trình. Vì lý do này nhiều đường thực thi tượng trưng có thể có các 
ràng buộc tương tự và do vậy cũng có các giải pháp tương tự cho các nhánh này. Xuất 
phát từ thực tế này ta có thể khai thác nhằm cải thiện tốc độ của bộ giải ràng buộc và sử 
dụng lại kết quả tương tự với những truy vấn trước đó như đã thực hiện thành công trên 
vài công cụ CUTE[8,26] và KLEE minh họa cho vấn đề trên chúng tôi minh họa một 
thuật toán là phương pháp dùng bộ nhớ đệm sử dụng bởi KLEE. 
Trong KLEE tất cả các kết quả truy vấn được lưu vào vùng nhớ đệm ánh xạ tập 
các ràng buộc và các giá trị cụ thể tìm được tương ứng với ràng buộc đó (trong trường 
hợp đặc biệt không có lời giải hoặc không thỏa mãn tương ứng với một kí hiệu đặc 
biệt). Chẳng hạn một ánh xạ trong bộ nhớ đệm có thể như sau (x+y<10)^(x>5)
{x=6,y=3}, sử dụng những ánh xạ này KLEE có thể cho kết quả nhánh chóng với một 
số yêu cầu tương tự liên quan đến tập cha của tập con ràng buộc đã lưu trong bộ nhớ 
đệm. 
Hơn nữa nếu tập con của tập các ràng buộc đã lưu trong vùng nhớ đệm gặp phải 
KLEE có thể nhanh chóng kiểm tra nếu lời giải cho vùng nhớ đệm có hiệu lực bằng 
cách thêm những giá trị này vào tập cha, ví dụ: KLEE nhanh chóng kiểm tra bộ giá trị 
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{x=6,y=3} vẫn thỏa mãn truy vấn (x+y<10)^(x>5)^(y≥0) là tập cha của tập 
(x+y<10)^(x>5) KLEE khai thác khía cạnh này trong cài đặt bằng cách thêm vào các 
ràng buộc mở rộng nhưng không mất đi giá trị của lời giải hiện có. 
4.3. Mô hình hóa bộ nhớ 
Độ chính xác của các câu lệnh của chương trình khi chuyển sang các ràng buộc 
tượng trưng có ảnh hưởng đáng kể đến độ bao phủ khi thực hiện thực thi tượng trưng. 
Ví dụ khi sử dụng mô hình hóa bộ nhớ mà xấp xỉ để thiết lập độ rộng cho tham biến 
kiểu Interger có thể có hiệu quả hơn trong thực tế nhưng mặt khác kết quả lại thiếu 
chính xác trong phân tích mã nguồn. Nó phụ thuộc vào khoảng lựa chọn giá trị tương 
ứng như lỗi tràn bộ nhớ toán học, cũng có thể gây ra thiếu đường dẫn trong thực thi 
tượng trưng, hoặc khai phá những đường đi không khả thi vv.. 
Một ví dụ khác là mô hình hóa bộ nhớ với con trỏ. Trong một phạm vi cần giải 
quyết, DART chỉ được thực hiện với các giá trị cụ thể, hoặc hệ thống CUTE và CREST 
chỉ hỗ trợ và thực hiện giải tốt với ràng buộc kiểu đẳng thức và bất đẳng thức trên kiểu 
dữ liệu con trỏ. Trong các ngôn ngữ khác nhau giống như EXE [8] hoặc gần đây hơn là 
KLEE [4] và SAGE [12] thực hiện mô hình hóa con trỏ sử dụng khái niệm liên quan 
đến mảng, lựa chọn và cập nhật các thành phần bởi lời giải giống như với STP [13] và 
Z3 [11]. 
Việc cân bằng giữa độ chính xác và khả năng mở rộng có thể xác định được 
những phương diện khi phân tích mã nguồn và sự thực hiện chính xác giữa các bộ giải 
ràng buộc khác nhau. Ngoài ra chú ý rằng thực thi tượng trưng động cho phép điều 
chỉnh cả khả năng mở rộng và sự chính xác bởi các tùy biến đối với các giá trị cụ thể 
trong biểu thức tượng trưng. 
4.4. Giải quyết vấn đề tương tranh 
Một lượng lớn các chương trình trong thực tế thường sảy ra các vấn đề về tương 
tranh bởi vấn đề không xác định là vốn có của chương trình và kiểm thử chúng là rất 
khó khăn, mặc dù với thách thức như vậy nhưng Concolic testing đã sử dụng hiệu quả 
  TẠP CHÍ KHOA HỌC ĐẠI HỌC ĐÀ LẠT [ĐẶC SAN CÔNG NGHỆ THÔNG TIN] 268 
kiểm thử những chương trình tương tranh bao gồm những chương trình có đầu vào phức 
tạp [24,25] hoặc là đối với những chương trình phân tán [6]. 
5. MỘT SỐ CÔNG CỤ TRONG THỰC THI TƯỢNG TRƯNG ĐỘNG 
Thực thi tượng trưng động đã được cài đặt bởi một số công cụ trong các phòng 
thí nghiệm và các viện nghiên cứu [1,7,8,16,17,26,28] hỗ trợ nhiều ngôn ngữ lập trình 
như C, C++, java và thực hiện nhiều mô hình bộ nhớ khác nhau .Với mục tiêu là có thể 
áp dụng được với nhiều kiểu ứng dụng khác nhau và sử dụng một vài bội giải ràng buộc 
khác nhau, chúng tôi sẽ giới thiệu dưới đây một vài công cụ liên quan đến các phần lý 
thuyết đã trình bày ở trên. 
5.1. SPF Symbolic JavaPathFinder 
SPF [34] kết hợp thực thi tượng trưng và kiểm chứng mô hình và thực hiện giải 
các ràng buộc để sinh các dữ liệu test, SPF hỗ trợ thực thi tượng trưng động và thực thi 
trên các tệp bytecode (.class) và có thể áp dụng đối với mô hình cho các ngôn ngữ mô 
hình hóa. SPF có thể thực hiện trên các kiểu dữ liệu nguyên, kiểu thực, con trỏ, mảng, 
một số toán tử trên kiểu xâu (đang phát triển và hoàn thiện) và sử dụng kết hợp một số 
bộ giải ràng buộc như: Choco, IASolve, CVC3 thực hiện giải các ràng buộc tuyến tính, 
phi tuyến tính trên các kiểu số nguyên, số thực, kiểu tham chiếu (con trỏ) và kiểu xâu. 
5.2. DART, CUTE và CREST 
DART là công cụ đầu tiên kết hợp thực thi tượng trưng động với kiểm thử ngẫu 
nhiên và kỹ thuật kiểm thử mô hình (Model Checking) với mục tiêu là thực thi một cách 
có hệ thống tất các các đường thực thi của chương trình cho mỗi loại lỗi khác nhau. 
DART được cài đặt đầu tiên tại phòng thí nghiệm Bell để thực hiện kiểm thử trên ngôn 
ngữ C và đã là nguồn cảm hứng cho nhiều sự mở rộng và công cụ sau này và JCUTE 
cho ngôn ngữ java là một mở rộng của CUTE (Concolic unit Testing Engine) để giải 
quyết vấn đề đa luồng với các cấu trúc dữ liệu động sử dụng toán tử con trỏ trong các 
chương trình đa luồng. CUTE kết hợp Concolic và một phần thực thi tượng trưng động 
thiên về sinh ra một cách có hệ thống cả dữ liệu kiểm thử và lịch biểu của luồng. CUTE 
và JCUTE được phát triển tại đại học Illinois nhằm hỗ trợ các ngôn ngữ C và Java. Cả 
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hai công cụ hỗ trợ thực hiện cho một vài phần mềm mã nguồn mở bao gồm cả thư viện 
java.util của SUN JDK. 
5.3. EXE và KLEE 
EXE [8] là công cụ thực thi tượng trưng cho ngôn ngữ C được thiết kết để kiểm 
tra một cách toàn diện cho những phần mềm phức tạp với trong tâm là mã nguồn hệ 
thống để giải quyết sự phức tạp của mã hệ thống. EXE mô hình hóa bộ nhớ ở mức độ 
chính xác tới mức bit. EXE cung cấp tốc độ để nhanh chóng giải các ràng buộc được 
sinh ra bởi mã nguồn. Trong thực tế thông qua sự kết hợp tối ưu hóa ở mức thấp các 
thành phần SPT [8,13] và một loạt các thành phần ở mức cao như bộ nhớ đệm và loại 
bỏ các ràng buộc không liên quan. 
KLEE [4] là một thiết kế lại của EXE được xây dựng lại trên nền biên dịch 
LLVM. Giống như EXE thực hiện trộn lẫn các giá trị cụ thể và giá trị tượng trưng mà 
mô hình hóa bộ nhớ với mức độ chính xác ở mức Bit. KLEE sử dụng nhiều tối ưu hóa 
bộ giải ràng buộc và sử dụng kỹ thuật tìm kiếm Heuristic để đạt được độ bao phủ cao 
của mã nguồn. 
Một trong những cải tiến quan trọng của KLEE hơn EXE là khả năng lưu trữ lớn 
hơn những trạng thái tượng trưng thực hiện bởi khai thác sự chia sẻ giữa các trạng thái 
và đối tượng. Một cải tiến quan trọng nữa là nâng cao khả năng giải quyết vấn đề tương 
tác với môi trường bên ngoài hoặc được cung cấp bởi thiết kế mô hình để khám phá tất 
cả những tương tác hợp lệ với thế giới bên ngoài. Những tính năng này của EXE và 
KLEE đã rất thành công khi sử dụng để kiểm thử một số lượng lớn các phần mềm hệ 
thống khác nhau bao gồm những hệ thống mạng máy chủ, tệp tin hệ thống, thiết bị điều 
khiển và các thư viện chuẩn. 
Trong nghành công nghệ phần mềm cũng bắt đầu áp dụng thực thi tượng trưng 
ví dụ hãng Microsoft đã phát triển SAGE [12] là công cụ thực thi tượng trưng động và 
nó đã phát hiện ra một số lỗi quan trọng trong các ứng dụng lớn của hệ điều hành 
Windows như là bộ xử lý ảnh và giải mã tập tin [17]. Cũng như PEX [38] là công cụ 
thực thi tượng trưng cho mã nguồn .NET đã được tích hợp trong add-in của Visual 
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Studio. Một vài công ty lớn như NASA [4] IBM [1] và Fujitsu cũng đã phát triển công 
nghệ này để áp dụng cho những phần mềm của họ. 
Trong khi sự tác động của thực thi tượng trưng vẫn còn hạn chế, các nghiên cứu 
theo dòng cải tiến trong lĩnh vực này sẽ làm gia tăng khả năng áp dụng và đưa vào thực 
tế. 
6. KẾT LUẬN 
Thực thi tượng trưng đã trở thành kỹ thuật hiệu quả trong kiểm thử chương 
trình, nó cung cấp một phương pháp tự động sinh dữ liệu kiểm thử để tìm ra những lỗi 
của phần mềm ở các cấp độ khác nhau. Những công cụ hiện có đã cung cấp các kỹ thuật 
hiệu quả trong kiểm thử và tìm được những lỗi trong nhiều dạng phần mềm khác nhau 
như: phần mềm điều khiển hệ thống mạng, hệ điều hành đến những ứng dụng ở mức 
cao. 
Bài báo đã trình bày một cách khái quát về thực thi tượng trưng và các công cụ 
hiện nay. Đóng góp chính của bài báo là: Đánh giá ưu nhược điểm của mỗi kỹ thuật 
đồng thời đưa ra một số thách thức mà thực thi tượng trưng đang gặp phải. Bài báo cũng 
đưa ra một vài giải pháp khắc phục các khó khăn trên.  
Trong thời gian tới, dựa trên kết quả nghiên cứu đã đạt được, nhóm nghiên cứu 
có thể đưa ra đề xuất cho các kỹ thuật kiểm thử mới có độ chính xác, tính đầu đủ và 
hiệu quả hơn. 
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Abstract 
In software testing area, all test cases are often generated manually. It time-consumming 
and costly to complete such task. Symbolic execution is a well-known technique for 
automatically making the test cases that cover almost every testing criteria in order to 
deeply discover some errors in complex software systems. 
In this paper, we present some general points and several results in recent researches 
about symbolic execution technique. This paper also shows different challenges that need 
setting in this field such as the explosion of execution paths in a program, the ability of 
constraint solving, memory modelling or concurrent problems etc. The evaluation of 
published results is given in this paper as well. 
Keywords: Constraint solving; Dynamic symbolic execution; Symbolic execution; Testing 
data; Testing data generation.  
 
