Systems engineering enables the successful realization of systems, focusing on defining customer needs early in the development cycle. However, when the development of systems needs to rely on legacy designs there is little methodological support. Furthermore, in the automotive domain, product diversity increases system complexity so much, that reuse becomes much more difficult and time consuming. We believe a specific strategy must be adopted to prepare for reuse and to achieve systems engineering by reuse. While product line derivation provides the means to obtain single products form a collection of assets, there is a lack of flexibility and support from a systems perspective. In this paper we present an approach which takes into account systems engineering methodological aspects in product line engineering and provides a means to develop new systems by reusing existing designs. We present the implementation of the tool support for our approach based on the Papyrus 2 SysML modeller and exemplify the concepts through a derivation example of the electric parking brake system.
Introduction
Whether developing a new innovative system or reusing existing assets, engineers often need to adapt existing systems to new customers needs or deployment environments. In the case of automotive systems, the family of systems assets are useful (though not sufficient) to derive the specification for a new vehicle system project. While existing designs are used, improvements or new functionalities are introduced with each new iteration, which means that systems frequently require redesigning or altering the products. Product line engineering derivation brings us closer to reuse, but from the systems engineering (SE) perspective we believe it needs to improve: a) flexibility -to satisfy the need of altering existing models, derived from a family of systems b) methodological support -to follow the traditional SE process from requirements to detailed architectural design.
We propose an approach for the configuration of a system from a family of systems, performed in several successive steps, that gradually reduce the model scope, but also enable the specification of new model items. As support for our approach we use the SysML modeller Papyrus with the Sequoia add-on for managing product lines. The paper is structured as follows: in section 2 we present some industry and background information as well as motivation behind the work. Section 2.1 presents existing work related to the derivation activity. In section 3 we present the scenario that the derivation needs to follow. We also include a brief presentation of the variability modeller we use. In section 4 we describe the implementation principles and an example derivation scenario of the electric parking brake system. Finally in section 5 we conclude the paper with a short summary and outlook on future work.
Industry background and motivation
Systems engineering, which represents a development paradigm that aims at developing complex systems faster and with full conformance to stakeholder requirements, does not fully solve the problems coming from a product diversity rich environment. Product lines however, present the advantage of lowering development costs by reuse of existing development assets, but its practices would need to be adapted to meet organization specific requirements and integrate existing activities. The core issue for this scenario represents the derivation and how to integrate it with development activities. Product Lines represent a set of systems that share a common, managed set of assets throughout their entire life cycle. Two main phases are distinguished: domain engineering, concerning the development of core system assets and application engineering, related to product derivation.
While our research approach is based on the creation of a set of development scenarios for families of systems, the present article focuses on a single common case for the automotive industry: single system development, based on reusable assets from previous experiences. In general, automotive system families are not planned for a long time horizon and they are rarely the product of a dedicated, separate development cycle, with a clear "domain (systems) engineering" phase. This is because there is a relatively short cycle of vehicle feature evolution in order to keep up with a competitive market, but reuse attempts do exist concerning issues such as standardisation, definition of common software architectures, or vehicle platforms.
The most important challenge, however, comes from the product range [1] , or "product diversity", with a staggering number of different configurations for each vehicle model: 10 21 for the Renault "Traffic" van for instance. The variability impacts subsystems relative to the vehicle and eventually propagates to the component level, creating complex design and configuration problems. Furthermore, engineers need to add new model elements while each new project has its own specificities, but still relies on existing designs. In consequence we are confronted with a problem of constant evolution of family of system models. The article presents an approach to integrating product derivation in a model based systems engineering framework using SysML models. The work also represents the first stage of an effort to bring product lines closer to the MBSE world.
Research background
As other publications have pointed out, derivation requires methodological and tool support. It is indeed an error prone and complex task consisting in performing complex configuration on a set of assets of different nature and with intricate interrelations. Furthermore, derivation methodology needs to integrate with existing organization practices, in our case with the systems engineering development process as defined in [10] . In consequence the derivation of the product line needs to be regarded, as proposed by Djebbi [6] , as a decision making activity, where the engineer might take into account existing alternatives or develop new assets to reach a completely defined product. However, another constraint is to allow the user to perform usual SE activities during derivation according to the framework proposed by Chalé [3] , with a focus on flexibility, which is not an issue considered by the previously mentioned approach. Deelstra points out in [4] that the derivation "is a time-consuming and expensive activity" and provides a through investigation based on real industry case studies, that identify the sources of these problems. We are confronted with a series of similar issues, such as managing the complexity of the derivation activity or evolving the family of systems by adding new assets during derivation, but in the context of a predefined framework for SysML models (Renault SysML profile). In [15] Rabiser presents an approach to support product derivation through adaptation or augmentation of variability models. This approach is supported by the DOPLER tool suite and it explicitly captures derivation information in a decision model. The solution that we propose relies heavily on complementary information contained in the system model, such as predefined stakeholders or specific points of view. We do not capture role information for example in the variability model, as in our context this kind of information can be provided by family of system models. At the same time the SE framework provides an asset collection structure which proves useful during derivation. The problem of finding the right assets during derivation is also pointed out by Hunt [11] who provides an evaluation of the impact of organizing the asset base in different ways. Product diversity is the cause of an outstanding complexity increase in both automotive software and system domain, as suggested by Astesana [1] and Tischer [20] .
Variability and complexity impact all aspects of the organization activity, from marketing, customer interaction (through online configurators), engineering (through the design of families of systems and capitalization) and eventually manufacturing in the plant and logistics.
Context and needs
In order to understand the industry needs, we have developed a set of systems engineering scenarios involving the reuse of assets (e.g., requirements, solution designs, models): synchronized systems development, integration of a single system into a product line, merge of two product lines, derivation of a single system from a system family, development of a single system based on reuse (through derivation). We have chosen the latter as a nominal case, that we exploit in this paper to define our goals and constraints, which are articulated around the following statements:
• Starting working context of the project:
1. We assume that the family of systems (FoS) model is defined a priori; 2. We assume that there is sufficient detail in the FoS description to derive a single complete system specification, as a consequence of previous development efforts 3. As process input, we assume that a variability definition of the system context (environment, technical context and client services) is "inherited" from the upper level system analysis (e.g. vehicle variability propagates to subsystems).
• In addition to the typical activities of the systems engineering process, we need to take into account other activities related to reuse:
1. The approach shall enable identification of system scope reuse opportunities: for that the engineer has to choose existing assets in relation to high level requirements, environment variability, technical context and commercial offer. These assets, related to the operational analysis viewpoint of the systems engineering process, define and place the system context and its use cases in relation to previously developed systems and and orient subsequent activities towards reuse. 2. The approach shall enable identification of solution reuse opportunities. The engineer is required to choose among potential solutions by performing concept synthesis/analysis and trade-off analysis. He may either decide to go for an existing solution, matching a similar "system scope" and use cases, either develop a new architecture, to satisfy new requirements or to provide more efficient solutions to existing problem definitions. 3. The approach shall enable identification of component and module reuse opportunities. The engineer is required to match the system architecture with existing solutions and take advantage of existing components or modules. Thus, in a top-down approach, a common architecture can lead to reusable components. In the opposite case, a bottom up-approach may allow the engineer to match and combine existing components and modules to realize the required system functions.
• The output of the process consists of:
1. Allocation of requirements to components for the selected configurations. 2. Variability description for each component belonging to the selected configurations.
The statements that we presented are compatible with the general systems engineering process described in [3] . Figure 1 illustrates the relation between the activities presented above and system assets : with each reuse decision, variability contained in the description of the family of systems is solved, leading to an intermediate and partial configuration of the system. Meanwhile, it is possible to introduce new assets for each partial configuration. The target diversity is specified, as input to the process, using the Renault documentary language [1] . The key activities where reuse opportunities should be evaluated correspond to transitions between the different viewpoints: operational, functional and physical [3] , that correspond to our reference model-based systems engineering architecture framework. At a more general level, these transitions correspond to the passage from higher to lower levels of abstraction (to a more detailed description of the problem) or to a subsystem or subcomponent (e.g. environment to vehicle or vehicle to subsystem). Of course, if the requirements offset is too important in respect to the family of systems and if new requirements cannot be satisfied by existing solutions, the activities will be oriented towards development, instead of reuse. A partial system configuration represents a collection of assets that includes variability and is obtained through partial resolution of variability contained in the family of systems definition. We define target diversity as a partial system configuration of a system that refers only to: the system environment, the system technical context and customer services (commercial offer). It represents the diversity of customer needs that the system shall cover and the diversity of environments a system shall be used in. Even if most of the system and variability assets are already defined before starting the derivation, the target diversity may have a larger scope than what is already defined. In consequence variability creation and resolution activities may be performed even during the development of the same product.
The Sequoia tool
The goal of the Sequoia approach [19] , developed by the CEA LIST is to help designers to build product lines based on UML/SysML models. Among its different functionalities, Sequoia supports variability modelling, variability propagation [18] , and generation of a decision model. Variability is expressed through the definition of a UML profile. To specify an optional element, the designer simply adds the stereotype VariableElement to the item. The stereotype ElementGroup introduces additional information through its properties, such as constraints between variable elements. In Sequoia, the decision model is used as a guide enabling to analyse all available variants and paths leading to a completely defined product. Once the derivation activity is launched, the choices described by the decision model are proposed to the user as a series of questions. The output of this process is a completely defined product and the user is not able to make any kind of modification to the initial model until the derivation step is over.
Results and implementation
We have imagined two scenarios for the derivation of a single system with the Sequoia tool, which are compatible with the context and process related elements presented in section 3.
# Scenario A (Derivation based on system viewpoints or stakeholders): we consider the derivation process follows the development process and a certain sequence of choices performed to gradually reduce the model scope. # Scenario B (Non-functional requirements as criteria for derivation): we take into account a derivation process where the final product has to satisfy certain non functional properties (e.g. weight, cost)
We can achieve these scenarios by performing several partial configuration on the family of systems model. In consequence, each configuration step should take into account only a part of the variable elements, while the rest are to be kept in the resulting model. At the same time the engineer should be able to modify or define new variable or non variable model items between stages.
Partial system configuration
In order to perform a partial configuration we rely on the description of a CSP problem (classically defined as a triplet P = (X, D,C), for any variable x i ∈ X, D(x i ) is the domain of x i , while c 1..n ∈ C a set of constraints related to x 1..k ). The tool Sequoia allows the user to select among a list of predefined constraints: implication, equivalence, AtLeastOne, AllPosibilities, Alternative, or to define a custom expression. Each variable is related to a model item, which is stereotyped as variable, meaning the item can be present, absent or replaceable. A viewpoint (on a system) is an abstraction that yields a specification of the whole system restricted to a particular set of concerns. [8] Suppose γ denotes a viewpoint restricted to a set of concerns ϕ γ = {φ 1 ..φ n }. We suppose there is a user defined rule of correspondence f γ : ϕ γ → X, which associates to each concern φ a set of variables x from X. An assignment g V is a function that maps any x i ∈ X to a value in D(x i ) ∪ {#}, using the symbol "#" to denote that the variable has not yet been assigned a value from D. 
Towards a scenario based system derivation, The Sequoia-R profile
The Sequoia profile was modified to support partial derivation, by introducing concepts that enable filtering constraints in respect to particular concerns defined by the user, as described in table 1. The concepts that were added are DecisionCriteria and ProductCriteria. The concept DecisionCriteria is used to gather the variation groups, that describe constraints between several system assets or independent variable assets, that are not linked by the system specified to any other variation groups. It provides a way to map specific user concerns for derivation to configuration variables and constraints. We define variation group categories depending on the systems engineering development process phases and system stakeholders. For example, we can define a series of DecisionCriteria which follow the different levels of analysis of a system, or DecisionCriteria which regroup choices concerning a certain development phase: requirement elicitation, technical requirement definition, solution alternatives, functional architecture definition physical architecture definition, etc. One of the ways the system can be partially derived, is to associate the different stakeholders (stakeholder model element) included in the development process and in the system scope. We can perform for example a derivation where we resolve all customer or marketing variations but leave open all detailed design decisions or parameters. A variation group can be referenced by multiple DecisionCriteria, which allows for different aspects to be taken into account in the creation of a decision model for the system family. The element ProductCriteria was added to express non-functional properties of the Fig. 1.2 The stereotypes DecisionCriteria and ProductCriteria products. For example, it can contain an integer, a string or a boolean value which can be associated to the product.
The Electric Parking Brake Case Study
The electric parking brake (EPB) application is a variation of the classical, purely mechanical, parking brake which ensures vehicle immobilization when the driver brings the vehicle to a full stop and leaves the vehicle. We have chosen this example for its simplicity in respect to other automotive systems and because it contains many variations from the requirements to solution design and component implementation. Table 2 presents the main variations which were identified in the conception of this system, relative to the viewpoints specific to the Renault systems engineering process [3] . For the sake of simplicity we do not present all variations relative to the EPB system, but only the most representative ones. Other variations are present, such as specific behaviour relative to the vehicle model or range, depending on the config- uration of CAN bus messages, vehicle weight, etc. As an observation, we point out that all variations occurring in the operational viewpoint propagate towards the behaviour and physical implementation of the system. At the same time new variations may appear due to alternative design solutions during the problem solving process. These variants induce alternative representations of the SysML system model. We Fig. 1.3 The Electric Parking Brake system main design alternatives used the modeller Papyrus [18] in order to model the system and constraints related to variability, that are supported by its Sequoia add-on [18] . (e.g. VT excludes HSA; GB1 or GB2, BS2 requires CA)
Example of derivation scenario for the EPB
We have tested a derivation scenario, on the electric parking brake example, according to the implementation presented in section 4.2 in the tool Sequoia for managing model based product lines. In order to create the criteria sequence, we consider that the family of systems model is already available along with the required variability.
The first step from here, is to model the derivation criteria within the FoS model. Af- ter modelling all needed derivation criteria, we are able to customize the derivation process by selection of the appropriate order and desired criteria through a specific model wizard. Figure 4 describes a sequence of choices that lead to the configuration of a single EPB system model. Two types of variability can be seen: one issued by stakeholders or customer requirements (the customer being represented by the marketing representative), and the other belonging to the solution domain, relative to design alternatives. Thus it is possible to reach different designs on the solution level, depending on the selected path and on the initial configuration on problem level. However some of the explored alternatives may not yet be implemented (e.g. a new design leading to cost reduction, increased performance, based on component availability etc.), and reusing assets will only be possible for the operational viewpoints and stakeholder requirements in this case. The dialogue shown in figure 5 enables the user to specify the kind of model generation,partial or complete, along with a sequence of criteria that will impact the order of proposed choices. In the case where the decision criteria only correspond to a subset of all variation groups, after generating a decision model, only the linked choices will be proposed during the derivation phase. The result of a derivation based on a partial decision model will be a new family of systems model containing less variations as the previous one, but not the complete specification of the product. In the case of a complete derivation, the tool will search the variation groups which were not selected in the derivation sequence, and will propose them as decisions after the treatment of the variations linked to the selected criteria. In this way, we are not only able to impose a desired sequence of choices, in accordance to the SE process, but also to create several iterations of derivation and modelling, where new assets can be introduced or removed. It allows at the same time to distribute the derivation process between several actors, which could have different preoccupations, without the need to know the details of the product line model. Since the derivations are successive, there is no problem concerning conflicting decisions, because the generation model is regenerated after each partial derivation. In the case where the derivations are made in parallel however, conflicts can appear, but this aspect is treated (at least for now) on the methodology level, by following a predefined flow of actions.
Conclusion and future work
We presented in this paper an approach to integrate model based systems engineering activities with product derivation and to render the configuration process more flexible, by reducing complexity and allowing the introduction of new model items at each step of the configuration. Because the development of systems in the automotive domain often relies on reuse, but requires modification or evolution of previous designs, the process of family of systems derivation needs to address flexibility. Being difficult and error prone, derivation methodological support reduces significantly the possible paths of configuration and simplifies the overall process. We also presented the implementation realized in order to support this approach through the tool Sequoia for managing product lines. Our future work includes the adoption of an expressive orthogonal variability model that would ease manipulation of variable assets. It includes modelling of automotive domain specific diversity and interaction with the Renault configuration language [1] . We also intend to investigate the issue of guidance during product line derivation and how this could benefit from systems engineering trade-off analysis in the selection or development of variants. While the current approach allows the specification of new assets, we would have to take into account evolution, maintenance and tracking changes for family of system model.
