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Abstract 
To modify complex computer-based systems requires a 
detailed understanding of their functionality. Requirements 
Traceability can help the engineer to gain that 
understanding, but several surveys have observed that 
traceability information is poorly recorded. We argue that 
the cause is the lack of direct perceived benefit to the main 
development process. As a consequence traceability 
information will be incomplete, inaccurate and out-of-date. 
We propose a method of recording traceability information, 
a Traceable Development Contract (TDC), as a means of 
reducing this problem by tackling the issue of an upstream 
functional development team imposing changes on a 
downstream development team. The contract makes the 
recording of traceability information beneficial to the 
downstream functional team as it provides a means of 
specifying the obligations on the upstream team.  We also 
consider the practicalities of implementing such a contract 
and how it could be further exploited to obtain project 
development metrics. 
1. Introduction 
Modifying complex computer based systems requires a 
detailed understanding of their functionality.  To gain this 
understanding it is necessary to traverse the development 
artefacts looking for common threads of reasoning.  
Requirements Traceability, defined as “the ability to 
describe and follow the life of a requirement, in both a 
forward and backward direction (i.e., from its origins, 
through its development and specification, to its subsequent 
development and use, and through periods of on-going 
refinement and iteration in any of these phase.)” [1] can help 
the engineer to determine these threads.  
Requirements Traceability is often mandated by software 
developments standards [2] though these standards are 
unclear on precisely what information should be recorded. 
Research has tried to address this problem by determining 
what artefact properties and relationships are required to be 
recorded to improve the efficiency of the development 
process.  This research has mainly concentrated on the 
requirements related development phases and as a result 
there a number of requirements management tools [3] such 
as DOORS [4], which allow the recording of traceability 
relationships between requirements.  Traceability is mainly 
applied to the requirements analysis development phase: the 
goal of achieving traceability throughout the development 
process is seldom achieved in an industrial environment.  A 
number of researchers have addressed this issue by 
proposing product interchange formats, such as ISO STEP 
AP233[5] and adaptable traceability environments [6], that 
allow the recording of traceability relationships between 
development artefacts belonging to different development 
phases. Such enviroments will help to maintain a common 
picture of the links between artefacts represented in 
heterogeneous notations, but do not help the engineer to 
establish these links in the first place. 
Given that Requirements Traceability is a desired or 
mandatory technique and there are proven  information 
structures [7] and tools that support these structures, it seems 
odd that the take-up within industry is so poor. We propose a 
Traceable Development Contract (TDC) as a means of 
alleviating the problem. 
The remainder of this paper is structured as follows. In the 
following section the results of a traceability practice survey 
are presented, leading to the definition of the Traceability 
Benefit Problem. We then discuss successful projects which 
have been able to identify and reap the benefit of traceability 
and examine what factors make such projects successful. 
These lessons are then generalised to form the proposed 
Traceable Development Contract, in which traceability 
information is employed to clarify and coordinate 
development phase communications. 
2. Reflections on Traceability Practice 
A survey of nine software projects, ranging in size from a 
small (six man) project to a multinational project, was 
conducted by means of questionnaires and interviews [8].  
The responses from this survey raised the following three 
issues related to Requirements Traceability execution: 
i) Data entry and tool use. These issues were mainly related 
to the need to transpose engineering data into a format 
suitable for a given traceability tool.  Many engineers 
complained about having to perform dual data entry.  They 
also disliked the way traceability tools present the data and 
many engineers found these tools difficult to navigate.  
These views echo the observations of  Ramesh et al ten year 
ago [9]. 
ii) Lack of understanding and perceived bureaucracy. Many 
main-stream development engineers were uncertain on how 
the traceability information was to be employed.  They often 
considered it to be a bureaucratic nuisance imposed by the 
quality team.  This view was expressed in the common 
practice of the use of placeholder acronyms such as TBA 
(To Be Announced), TBN (To Be Notified), or NK (Not 
Known) when entering data. 
iii) Lack of direct benefits to main development process. 
Requirements traceability was perceived to offer no 
immediate benefits and hindered the main development 
process.  This view was expressed most strongly by 
development mangers and project leaders. 
These issues can be better understood when placed in the 
context of the overall development process, discussed in the 
next section. 
2.1. Traceability and Development Processes 
Some of the projects surveyed had separated their 
traceability process from the main development process.  In 
these projects the traceability process was undertaken by a 
dedicated quality team, which had an understanding of the 
traceability tools and techniques.  Though this type of re-
organisation alleviated pressures on the development teams 
it was found not to improve the quality of the traceability 
information.  It was observed that the number of incorrect 
traceability relationships increased, and the traceability 
information was out-of-sync with the main development 
process. This can be explained by considering the factors 
which are involved in a complex transformation such as 
developing a software design from the requirements.  
The development of a software design can be described as 
the application of a design method (a set of rules and 
conventions) to the set of requirements. These rules and 
conventions have to be rigorous enough to produce a 
coherent design, yet flexible at the same time to allow for 
different implementation strategies.  
A requirement can be defined in a number of ways, though 
the most popular is still by the means of a natural language.  
Natural languages can be notoriously ambiguous and often 
require interpretation by the reader.  These areas of 
ambiguity will often be resolved by peer group and inter-
group (requirements team and design team) discussion, and 
it has been demonstrated that engineers impose their 
experiences onto a design [10].  Design “templates” which 
have worked well in the past are often reused.  Therefore, 
different groups of engineers may produce different designs 
depending on their previous experiences.  
In addition, local peer groups develop practices, “House 
Styles”, to solve problems for which there appears to be no 
accepted standard solution.  An example of such a local 
practice is the naming of variables, functions, files etc.  The 
local practices may be defined in local standards 
documentation, but enforcement may be achieved only by 
peer group pressure.  Therefore, the design will be 
influenced by how well the local practices are defined and 
complied with. 
As a result of such practices, a separated group of engineers 
without access to this information will not be able to record 
the relationships between the design and the requirements 
accurately.  This means that, even with the best automated 
data-entry or intelligent prompting systems, the presence of 
non-recorded development factors will make them of limited 
use for all but the most rigorous development environments.  
In summary, the presence of non-recorded development 
factors implies that only the engineers directly involved in 
the development transformation process can successfully 
record the traceability relationships. 
2.2. Traceability Benefit Problem. 
This conclusion leads to a conflict, in that while the 
recording of traceability information is best performed by 
the engineers directly involved the development process, it is 
precisely these engineers who seem to obtain no benefit in 
performing this task.  
This lack of perceived benefit causes the development 
engineers to assign a very low priority to traceability tasks.  
This results in data that is incomplete, inaccurate and out of 
date.  So, while integrating traceability into the development 
process can improve the quality of the information, this 
integration must provide immediate, tangible benefits for the 
current development process. The following section presents 
a successful attempt at providing this integration: we then 
look at how the lessons from that success can be generalised. 
3. Deriving Direct Benefits from Traceability 
Information 
One of the projects surveyed addressed the Traceability 
Benefit problem by developing a Requirements Traceability 
system which is integral to their development process and 
provides direct benefits to the engineers performing the data 
entry. The context of the project is the automotive industry. 
Vehicle manufacturers often specify similar requirements, 
which results in a number of different variants of a common 
sensor being produced. The software for these sensors is 
developed and maintained by a small team of specialist 
engineers, each of whom has an assigned role at any one 
time. To aid these engineers in their tasks, a Requirements 
Traceability system was developed to provide information 
on each sensor variant and also to support tenders for new 
sensors.  The system is implemented using the DOORS 
requirements management tool, supporting the following 
development phases.  
i) Preparation of inputs – capturing and reviewing the 
customer’s requirements, and reviewing with respect to 
compliance with existing products. A compliance matrix is 
generated, providing a basis for the selection of the most 
suitable product to base the customer’s variant on, giving an 
indication of the work required to produce the new sensor 
variant. 
ii) Development of systems requirements – controlling by 
use of the traceability system, to minimise “requirements 
creep” due to the introduction of new requirements and the 
modification of existing ones. For each requirement a 
development risk grading is assigned and a verification 
method is identified. Traceability, via a compliance matrix, 
ensures that the new product complies with the customer’s 
requirements and there is a verification method for each 
requirement.  
iii) Design – including recording of design decisions, the 
responsible member of staff and relationship to the 
requirements.  In addition, failure mode estimations, 
accepted level of failure (as specified by the customer) are 
recorded in the traceability system, and used to aid 
assessment of changes to the requirements. 
iv) Test and qualification procedures – including recording 
of the relationships between requirements and test 
descriptions (sets of test cases and their individual test 
steps). The test steps information describes in detail the 
nature of the test and the expected result.  From this 
information a document that describes the test description 
required to qualify a sensor against the customer’s 
requirements can generated.  
The phases as described here are merely a variation on 
“classic” waterfall development, and while the traceability 
system which supports these phases has been designed to 
keep data entry to minimum, it still requires a significant 
amount of effort. Despite this, it is popular with the 
development engineers and effective in controlling and 
measuring project progress. The reason for this can be 
identified by looking at the original criteria for the design of 
the system: it was designed from the beginning to answer 
current development engineering needs.  For example: 
• To be able to demonstrate that all of the customer’s 
requirements have been tested.   
• To be able to identify which parts of a generic 
sensor are required to be changed to satisfy the 
customer’s requirements.  
• To be able to justify design decisions with respect 
to demonstrating the integrity of a variant product.   
• To be able to measure the development progress of 
a product.  
In summary, the system provides functionality that is 
beneficial to the development engineers.  It provides a means 
of establishing and clarifying the contractual requirements, 
allows the development engineers to control their problem 
space (requirements and design) and provides means to 
demonstrate the validity of their product.  These benefits are 
known to the engineers and they understand the importance 
of the system in the development and support of a number of 
sensor variants by a small team.  
4. Traceable Development Contract (TDC) 
Though the system described above is tailored to the local 
development process, clearly the successful characteristics 
of providing clarification of contractual requirements, 
control over the problem space and the ability to 
demonstrate the validity of the product are required in most 
processes and would be beneficial to other development 
phase boundaries, beyond the “requirements – design” 
boundary. 
A waterfall-based development model, in which the 
development process is divided into a sequence of phases 
(requirements analysis, design, implementation, validation 
etc), is known to have weaknesses - such as the assumption 
that the development process is a sequence of well defined 
phases, with clearly defined inputs and well defined outputs 
[11].  In practice development phases are required to be run 
concurrently and this requires the careful management of 
data flows and change propagation.  The top down nature of 
these models often results in the imposition of changes on 
the downstream development phases, without any 
negotiation of their impact. This phenomenon is often 
referred to as “throwing the problem over the wall”.  
A Traceable Development Contract (TDC) is proposed as a 
means of controlling the interaction of development teams 
and making the recording of traceability relationships 
beneficial to the development process.  The TDC formalises 
the interaction of two development teams by defining their 
behaviour with respect to the state of their common 
development artefacts.  Traceability is employed as a means 
of assessing the impact of a change to the common 
development artefacts and providing a basis for the 
negotiation of the change.  The TDC affords the engineers in 
the downstream development phase an element of control 
over their development environment by controlling the 
imposition of changes by the upstream development team.  
By keeping the definition of the TDC generic, for example 
the interaction between an upstream problem defining phase 
(e.g. software requirement definition) and a downstream 
development phase (e.g. software design), the contract can 
be applied across a number of development interfaces.  The 
TDC consists of three parts:  
• Problem Information artefacts (documentation, 
diagrams, models etc) that describe a problem 
domain (for example a set of requirements). 
• Traceability data structures that record how the 
problem information artefacts are related to a 
proposed solution.  For example traceability 
structures which record the relationship between a 
software design and a requirement set. 
• A behaviour protocol that defines the behaviour of 
each development phase depending on changes to 
the problem information artefacts or solution. 
The protocol is defined by four stages: Contract Initiation, 
Problem Discourse, Proposed Solution and Refinement.  
Contract Initiation is concerned with recording the terms of 
the contract such as the aim of the work to be undertaken, a 
description of the problem artefacts, stakeholders and 
completion date.  
The Problem Discourse stage aims to clarify any issues with 
problem artefacts, and to resolve any misunderstandings 
between the upstream and downstream teams.  A 
requirements management tool such as DOORS is well 
suited to this task, using a database that allows the co-
ordination of queries and replies on indexed problem 
statements. Once the downstream team is content that issues 
have been resolved, the problem and queries database is 
frozen and the problem definition can not now be altered by 
either team until the Refinement stage.  
The Proposed Solution stage allows the downstream team to 
record how their initial solution will satisfy the problem, by 
recording traceability relationships between their solution 
and the problem.  This coupling of the problem with the 
initial solution provides the downstream team shared control 
over the problem/solution space as changes can not occur 
without an impact analysis and negotiation.   
At this stage, it is important to determine the correct level of 
granularity of information.  Too fine a level greatly increases 
the data entry burden.  The survey (Section 2) found that 
projects obtained a suitable level of granularity by first 
considering how a solution could be tested.  These projects 
undertook the following steps: 
• The problem statements are reviewed with respect 
to determining groupings of testable statements 
• An initial, high level, version of the solution is 
defined. 
• This solution is reviewed and refined with respect 
to the proposed tests and problem statement 
groupings. This results in a new solution which is 
composed of testable solution items that are related 
to groups of testable problem statements.  
For each solution item, a rationale is required to be recorded. 
This is used to help determine the impact of a change on the 
solution.  A rationale capture language such as that proposed 
by Klein [12, 13] can be used here. Such as language 
consists of graph structures, where nodes represent entities 
such as issues and criteria, and links between nodes 
represent relationships between the connected entities.  
Engineers find the recording of such rationales 
problematical, as they may have difficulty in determining 
their decision criteria. However, experience from surveyed 
projects suggests that engineers can more readily describe 
the problems that would result from removing or altering a 
solution item. 
 
Figure 1  Proposed Solution Traceability Relationships. 
On completion of the Proposed Solution stage, the initial 
solution is coupled to the problem as shown in Figure 1.  
These traceability structures allow the downstream team to 
answer the development questions that have been 
demonstrated by the survey to be beneficial.  For example, 
the downstream team can now demonstrate which of the 
problem statements their solution satisfies and what testing 
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is required.  The downstream team can also employ the 
solution rationales in the negotiation of a change to the 
problem statements. 
Finally in the Refinement stage, both teams are free to make 
requests to change the problem description. The impact of a 
change to the problem description is determined from the 
traceability information.  On the basis of this information, 
the change is negotiated. Design change negotiation 
strategies have been described by Klein et al [14].  Klein 
states that in the process of negotiating a design change, one 
party may adopt an assertive position, forcing their decisions 
on the other party.  He suggests that this problem can be 
partly overcome by the use of a third party mediator, a view 
reflected in the survey in which a number of engineers 
expressed the need for an experienced third party, a “Chief 
Engineer”, in change conflicts.  Ironically, this role is on the 
decrease in many development environments.   
By applying the contract to each development interface it is 
possible to develop a network of traceability relationships as 
shown in Figure 2.  This network will provide the engineer 
with guidance on the relationships between artefacts in 
different development phases.  Though it does not provide 
direct traceable relationships between development artefacts 
it does bring us closer to the goal of being able to describe 
the life of a requirement from its origins, through its 
development and subsequent implementation. 
 
Figure 2  Traceability Relationships: V Model. 
4.1. Project Metrics 
The implementation of the TDC provides an opportunity to 
obtain a range of project metrics.  The number of queries 
raised against a problem statement in the Problem Discourse 
stage will give an indication of the level of understanding of 
a given area of the problem.  In the Proposed Solution and 
Refinement stages, the addition of attributes to traceability 
relationships which represent completion status to 
traceability relationships will enable the estimation of the 
rate of progress.   
 
Figure 3  Problem Solution Mapping. 
The traceability mapping between the problem and the 
solution can give indications of the maturity of the solution. 
For example, in Figure 3, Solution Item 1 satisfies a 
disproportionate range of Problem Statements compared 
with the other three Solution Items.  This suggests that 
Solution Item 1 may be required to be decomposed further.  
As the TDC is concerned with a particular development 
boundary, these metrics will afford a project manager a 
focused view of progress. 
5. Conclusion and Future Work 
Though there have been advancements in traceability tools 
and techniques over recent years, we are still observing 
similar problems to what Ramesh et al [9] observed ten years 
ago. We argue that a major cause is the Traceability Benefit 
Problem: the lack of direct, tangible benefits to main 
development process from traceability. We have discussed 
how a small project team has overcome this problem by 
providing control to the engineers undertaking the 
development process.  From the analysis of this project and 
others that were surveyed, we have outlined a method of 
recording traceability information, a Traceable Development 
Contract (TDC), which will achieve these benefits in a 
general context.   
The TDC makes the recording of traceability information 
beneficial to development processes by tackling the issue of 
an upstream functional development team imposing changes 
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on a downstream development team. The TDC regulates 
change by employing traceability to determine the impact 
and to enable reasoned change negotiation. 
Further work will focus on producing formal definitions for 
each of the protocol stages and expressing them in a suitable 
language, such as a workflow language.  Existing candidate 
information structures (e.g. contribution structures [1], 
rationale [12] and traceability structures [13]) will be 
required to be evaluated for each protocol stage.  
Experimentation work will evaluate and further develop the 
TDC in a live development environment. 
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