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Povzetek 
Diplomska naloga obsega proces implementacije zagonskega nalagalnika v inštrument 
MT204 – PLUS, ki je trenutno še v razvojni fazi, pod okriljem podjetja AV - Spekter. Opisani 
so koraki, ki so bili potrebni za izdelavo posodobitvene aplikacije in njihov namen ter vrste 
komunikacij, preko katerih so medsebojno komunicirale procesne enote. Poleg tega je 
predstavljen tudi zagonski nalagalnik in njegov namen. 
Zagonski nalagalnik je samostojna aplikacija. Pomembno je, da je sposobna 
komunicirati z gostiteljem in je čimbolj imuna na napake. Pomnjenje spominskega načrta 
enote je ključnega pomena, saj mora posodobitveni paket v spominsko enoto zapisati ustrezne 
podatke, pri tem pa ne sme prepisati tistih, ki niso zajeti pri posodobitvi. Obstaja več vrst 
implementacije zagonskega nalagalnika. Lahko je zapisan v ROM ali FLASH spominu, lahko 
deluje kot hodnik, ki usmeri uporabnika preko določenih ukazov do zagona ene od mnogih 
aplikacij, ki so implementirane v napravi ali zgolj kot pomožna aplikacija, ki je zmožna 
posodobiti glavno.  
Opisani koraki pisanja kode zagonskega nalagalnika so zajeti po sklopih, zaradi lažjega 
razumevanja vsebine. Slednji je trenutno izdelan le kot prototip in se lahko tekom časa 
spremeni, odvisno od idej, potreb in programskih hroščev.  
 
Ključne besede: zagonski nalagalnik, implementacija 
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Abstract 
This thesis describes the implementation proces of a bootloader. It will be used in 
MT204 – PLUS, which is currently in development phase of a company named AV – Spekter.  
This degree paper contains steps, which were necessary for developing this bootloader. The 
discription of communication protocols is also included. 
Bootloader is an independent application. It is urgent, that it can communicate with the 
outside world and that it is as error proof as it can be. It is necessary that this application 
knows its memory borders, so that, during updating process, it does not overflow itself and 
neither the main applications.  There are many ways of implementing it. It can be written 
inside ROM or FLASH memory, it can work as a hallway to redirect user to one of many 
applications on one device, using some external triggers, or work as an additional application, 
which can update the main one.  
Code writing steps, described later in this degree paper, are captured as compunds for 
easier understanding of this content. This code is currently only an working prototype and can 
later be changed because of better ideas, needs or code errors.  
 
Key words: bootloader, implementation 
 
 
 1 
 
1  Uvod 
Dandanes poznamo vrsto elektronskih naprav, ki se posodabljajo preko vsem dobro 
poznane omrežne povezave ali pa preko zunanjih medijev (CD-ROM, DVD-ROM, USB 
ključkov…). Vse te naprave poganja vrsto različnih sistemov, od preprostega programa 
napisanega v programskem jeziku C, do Android-a, iOS-a ali Windowsov. Vsem tem 
sistemom pa je skupno pomnjenje podatkov. V večjih sistemih se podatki zapisujejo na trde 
diske oziroma medije z visoko kapaciteto spomina, v manjših, predvsem v mikrokrmilniškem 
svetu, pa na FLASH.  
Diplomsko delo se nanaša na inštrument, ki je trenutno še v razvojni fazi. Imenoval se 
bo MT204-PLUS in bo sposoben opraviti vrsto elektrotehniških meritev na drugih 
elektronskih napravah, s katerimi bo upravitelj naprave lahko potrdil njihovo varnost za 
uporabo. Ker želimo, da bi imela merilna naprava kar se da pozitivno in enostavno 
uporabniško izkušnjo, bo vanjo vgrajen LCD zaslon na dotik, poganjal pa jo bo močan modul. 
Za to, da bo inštrument zares preprost, bo poskrbela enostavna aplikacija, ki jo bo treba tudi 
nadgrajevati. Posodabljanje programske opreme je nujno zlo – to pomeni, da z novo verzijo 
programa popravimo določeno število hroščev, ki so bili prisotni v pretekli različici, dodamo 
določene posebnosti, ki jih prej nismo imeli in tako izboljšamo uporabniško izkušnjo, 
nepričakovano pa s tem pokvarimo lastnost, ki je pred posodobitvijo delovala brezhibno.  
V praksi, razvijanje programske opreme vzame ogromno časa. Žal to velikokrat pomeni, 
da ga začne primanjkovati za globinska testiranja, kar posledično poveča verjetnost 
programskih hroščev. Tako kot vodje razvojev lovijo dogovorjene roke, se razvojna ekipa ter 
testni inženirji trudijo najti pravo razmerje med časom za razvoj produkta in testiranjem. 
Ampak kaj, če bi vsi lahko imeli kar bi hoteli? Kaj, če bi razvijalci strojne opreme lahko 
nadaljevali svoje delo brez, da bi imeli že dokončano aplikacijo? Bi se lahko testiranja izdelka 
podrobno odvijala že med samo izdelavo produkta in bi razvojna ekipa vedela, da tudi, če 
pride do najbolj hude napake, bi uporabnik sam lahko odpravil težavo produkta s preprosto 
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posodobitvijo? Že davno so za tovrstne probleme imeli odlično rešitev. To je mogoče z 
uporabo vgrajenega zagonskega nalagalnika (ang. bootloader), katerega bomo spoznali v 
nadaljevanju. 
 3 
2  Zagonski nalagalnik 
Glavna lastnost zagonskega nalagalnika je [1], da se ob štartu procesorja naloži v 
spomin in postane glavna aplikacija tekom normalnega delovanja, do takrat pa se nahaja 
znotraj vgrajenega FLASH pomnilnika. Omogoči nam, da se lahko glavni del kode posodobi 
takrat, ko izdelek že zapusti proizvodnjo. Da si poenostavimo razlago, si lahko zagonski 
nalagalnik predstavljamo kot samostojen del programskega dela produkta, ki ne ve ničesar o 
potrebah aplikacije ali funkciji produkta. Pomembno je, da zna komunicirati z zunanjo 
napravo preko določenega komunikacijskega protokola, vse od UART-a, I2C-ja, SPI-ja, 
CAN-a, pa do Etherneta, in da razume spominski načrt mikrokrmilnika. Da le-ta opravlja 
dobro nalogo lahko rečemo takrat, ko se uspešno sporazumeva z zunanjim svetom ali 
gostiteljem, zna sprejemati in pošiljati določene podatke, posodobiti aplikacijo na 
mikrokontrolerju ter jo zagnati. 
Slika 2.1:  Tipičen primer strojne opreme vgrajenega mikrokrmilnika [1] 
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Zagonski nalagalniki, odvisno od vgrajenega sistema, lahko pričnejo delovati ob prisotnosti 
zagonskega signala od uporabnika (ponovni zagon) ali druge periferne enote oziroma 
gostitelja. Ta signal sproži pregled ali je bootloader z aplikacijo vzpostavil komunikacijo z 
gostiteljem, prenesel popravke in jih zapisal v FLASH ter zagnal glavno kodo.  
Večina modernejših mikrokontrolerjev ima zmožnost, da sami vnesejo popravke v 
spomin. Povprečen zagonski nalagalnik lahko to doseže v rangu milisekund. Z večjo količino 
popravkov se ta čas podaljša in se včasih lahko raztegne tudi do nekaj sekund. Ko se nova 
verzija kode uspešno prenese, jo zagonski nalagalnik preveri. Prav tako se morajo zagnati 
kazalci na prekinitvene vektorje. Ponavadi nalagalnik naredi ponovni zagon, s katerim 
omogoči prevzem nadzora glavni aplikaciji. 
 
 
Slika 2.2:  Primer izvajanja kode zagonskega nalagalnika [1] 
 
Ker je zagonski nalagalnik sprogramiran v mikrokontroler tekom proizvodnega procesa 
in ni primarna aplikacija, se ga lahko smatra kot ne esencialen del kode. Vodja projekta in 
razvijalec vgrajenih sistemov se morata odločiti, ali je zanj smiselno uporabiti določen del 
prostora. Mnogi programerji si želijo imeti čim manjši delež kode zagonskega nalagalnika, da 
si povečajo količino prostega prostora za aplikacijo oziroma nujen del programske opreme 
njihovega produkta. Ne glede na to, pa mora slednji vsebovati najnujnejše stvari, kot so: 
- komunikacijski kanal, 
- metodo za izbris in programiranje FLASH spomina, 
- zmožnost, da preveri novo kodo, 
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- zagon novega programa. 
Kot dodatek, pa je dobrodošlo, da je sposoben zaznati, poročati in upravljati z raznimi 
napakami, ki se lahko zgodijo tekom njegove uporabe. Zaželjeno je, da zna pravilno ravnati 
ob izgubi napajanja in komunikacije ter brati oziroma pisati po FLASH spominu. Kot 
najpogostejša zaščita spomina, se uporablja kodiranje celotnega paketa (ang. checksum) ali 
posameznih bitov z uporabo CRC-ja. Ob pričetku izvajanja kode zagonskega nalagalnika se 
poenostavijo biti za detekcijo napak. Če se nova aplikacija prenese in izvrši uspešno, se 
posodobi checksum. Če se zgodi, da vmes pride do napake kot je na primer izguba napajanja, 
zagonski nalagalnik to zazna in ne zažene napačno prenesene aplikacije. Namesto tega prične 
komunicirati z gostiteljem in počaka na ponovno veljavno operacijo.  
Naslednja ključna lastnost zagonskega nalagalnika je, da se mu prepreči, da pomotoma 
prične z zapisovanjem nove kode na mestu, kjer je trenutno zapisan le-ta. Če se to zgodi, 
postane najverjetneje zagonski nalagalnik neuporaben, tudi ob ponovnem zagonu. Mogoče je, 
da ne bo mogel odpreti komunikacijskega kanala z gostiteljem ali da sistem ne bo zmožen 
predati kontrole veljavni aplikaciji. Ob taki napaki je potrebno reprogramirati celotno enoto. 
Ta operacija zahteva usposobljenega operaterja, ki z raznimi orodji poseže v spomin sistema. 
Pri razvijanju zagonskega nalagalnika je pravilna uporaba spominskih naslovov kritičnega 
pomena. Izredno pomembno je, da tej nalogi posvetimo zadostno količino časa in preverjanja 
ter se prepričamo, da je nemogoče, da zagonski nalagalnik ne glede na napako ni zmožen 
prepisati nove aplikacije po »svojih« spominskih naslovih. Da bi preprečili potencialne 
napake, nekateri mikrokontrolerji preidejo v stanje, v katerem je pisanje po bralnem spominu 
(ROM) ločeno od FLASH spomina. Primer je prikazan na sliki 2.3.   
Slika 2.3 prikazuje štiri primere spomina. Levi model ponazarja glavno aplikacijo. Ta se 
tipično zapiše na naslov 0, preostanek FLASH spomina pa je na voljo za aplikacijo druge 
vrste. Take vrste sistema ni več mogoče reprogramirati, ko zapusti proizvodnji obrat. Vsi 
programski hrošči in drugi defekti v aplikaciji so stalni. Naslednji model na sliki 2.3 prikazuje 
zagonski nalagalnik z glavno kodo v ROM spominu. Ta konfiguracija omogoča, da aplikacija 
uporabi ves možen FLASH spomin, ker se zagonski nalagalnik nahaja v ROM spominu. Ta 
vrsta razvrstitve tudi preprečuje, da bi se ta pomotoma prepisal, kot je bilo že predhodno 
omenjeno. Slaba stran zagonskega nalagalnika je, da ga ni mogoče posodobiti, saj se nahaja le 
v bralnem spominu. Ko je ROM zapisan in z njim tudi potencialna programska napaka, ga ni 
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več mogoče spreminjati. Tretji model prikazuje zapis zagonskega nalagalnika na naslovu 0 v 
FLASH spominu. Ta se ob ponovnem zagonu izvede prvi. Ko preveri, ali je aplikacija 
veljavna in ni dobil nobene dodatne informacije s strani gostitelja, prepusti kontrolo aplikaciji. 
S slike je razvidno, kako se glavna koda zažene tik po tem, ko se koda zagonskega 
nalagalnika konča. Zadnji model na sliki 2.3 prikazuje dve sekcije spomina, ki sta uporabljeni 
za dva različna zagonska dogodka. V tem primeru se zagonski nalagalnik lahko odloči, katera 
od aplikacij se bo izvršila ob določenem zagonskem pogoju, ki ga določa gostitelj. Ta način 
porabi dvakrat toliko prostora v FLASH spominu kot predhodni primeri, saj morata v njem 
biti zapisani dve glavni aplikaciji. Prednost je v tem, da lahko uporabnik izbira v kakšnem 
načinu bo izdelek deloval. 
 
Slika 2.3:  Spominski naslovi zagonskega nalagalnika in aplikacije [1] 
 
Največja prednost zagonskega nalagalnika je zmožnost popravljanja napak, ko izdelek 
že zapusti proizvodnji proces. Zaradi njega lahko produkt veliko pridobi, z dodajanjem novih 
lastnosti. Ko se na primer proizvajalci odločijo za prodajo določenega izdelka, ki takrat nudi 
nekatere osnovne funkcije zato, da proizvod hitreje prodre na širši trg, mu po preteku 
določenega časa dodajo nove lastnosti, kot so upravljanje s porabo baterije, nove funkcije, 
animacije in podobno. Kot primer lahko navedemo tudi proizvodni obrat izdelave vozil. Ob 
današnjem tempu proizvodnih enot bi bila zakasnitev zaradi manjše napake v programski 
opremi velik strošek za proizvajalca kljub temu, da je vozilo tudi s to napako povsem varno in 
operativno. Taka napaka pa se lahko odpravi kasneje, medtem pa se lahko nemoteno proda 
več deset tisoč vozil. 
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Katere lastnosti torej naredijo zagonski nalagalnik dober? Kot prvo je dobrodošlo, da je 
lahek za uporabo. Izdelava slednjega mora biti takšna, da omogoča enostaven priklop, recimo 
preko serijskega vmesnika. Dodano vrednost dobi tudi z enostavnim vstopom vanj ali 
preletom v glavno aplikacijo. Ko je ta končan, aplikacija postane odvisna od njega. Odločitev, 
kje se konča in prične aplikacija, je lahko težavna. Dober zagonski nalagalnik mora dati 
razvijalcu glavne kode proste roke pri spreminjanju aplikacije. 
Če so vsi projekti v določenem podjetju časovno nekritični, je aplikacija predvidoma testirana 
in izdelana do potankosti, še preden se prične z izdelavo vezij. Potemtakem implementacija 
zagonskega nalagalnika ni potrebna. Če podjetje teži k hitri izdelavi produkta, je uporaba 
slednjega izredno dobrodošla v vseh vrstah vgrajenih sistemov, saj lahko dobro izdelan 
zagonski nalagalnik reši produkt pred »potopom«. 
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3  Vrste komunikacij uporabljene v MT - 204 PLUS 
3.1  Serijska komunikacija RS – 232 
Protokol RS – 232  v telekomunikacijah predstavlja enega izmed osnovnejših tipov 
prenosa podatkov [2]. Ta definira signale med gostiteljem in sprejemnikom. Pri 
implementaciji je potrebno predvsem upoštevati frekvenco ure procesorske enote. Ocena 
hitrosti serijske komunikacije RS - 232 je na primer pogojena s frekvenco procesorske enote 
po formuli [9]:  
 
 BR = U_PCLK / (16 * BRGVAL) (3.1) 
kjer je BR hitrost asinhrone serijske komunikacije, U_PCLK frekvenca ure procesne enote, 
BRGVAL pa preprost 16 – bitni register, v katerem se shrani koeficient, ki deli frekvenco na 
kateri deluje procesor in naredi njej primeren ekvivalent, za delovanje komunikacije. Razlog 
za 16-kratnik je večkratno vzorčenje posameznega bita v prenosu, saj lahko med prenosom 
prihaja do šumov in posledično napak na liniji. S tem koeficientom pa omogočimo, da 
posamezen bit vzorčimo do trikrat, s tem pa zagotovimo boljšo imunost na šume iz okolice. 
Da se sprejemnik in gostitelj ustrezno pripravita na prenos posameznega byte-a, sporočevalec 
spusti nivo linije, kar označimo s start bitom. Po tem sledi prenos osmih bitov in stop bit. 
Vrednost posameznega bita je prestavljena binarno. Če je linija v nekem trenutku v nizkem 
stanju, je njena vrednost enaka nič. Če je le-ta v visokem stanju, pa je njena vrednost enaka 1. 
Stop bit ima vrednost 1 in s tem sporočevalec sporoči, da je zaključil s prenosom podatka. Čas 
prenosa posameznega podatka je odvisen od hitrosti komunikacije. 
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Slika 3.1:  Prenos podatka 0x71 z enim stop bitom in brez paritete [4] 
 
Pri prenosu podatkov je mogoče vključiti možnost paritete bitov. To pomeni, da je ob 
koncu vsakega podatka dodan bit, ki pove, ali je seštevek posameznih bitov podatka lih ali 
sod. S tem se prepričamo v pristnost prejetega podatka. Gostitelj in sprejemnik lahko 
komunicirata v half duplex ali full duplex načinu. Prvi predstavlja komuniciranje, kjer je 
lahko sporočevalec v nekem trenutku le ena naprava, v drugem načinu pa lahko komunicirata 
obe napravi hkrati.   
 
3.2  1 - Wire komunikacija 
1 – wire komunikacija je vrsta asinhrone komunikacije, kjer se gostitelj in sprejemnik 
pogovarjata v half duplex načinu, prek ene same prevodne povezave [5]. V MT 204 – PLUS 
je bila implementirana v RS – 232 načinu. Ta povezava hkrati skrbi za napajanje procesne 
enote in za prenos podatkov. Pri komunikaciji take vrste, moramo biti pazljivi na veličino 
prenesenih podatkov, saj lahko ob preveliki količini poslanih podatkov, onemogočimo 
stabilno napajanje sprejemniku, ta pa se zaradi tega lahko ponovno zažene, ali pa privede do 
kakšne druge nepričakovane napake. Ponavadi se v izogib takim napakam na sprejemno stran, 
na napajalno linijo, namesti kondenzator večje vrednosti. 
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3.3  Serial Peripheral Interface (SPI) 
SPI (ang. Serial Peripheral Interface) je serijska, sinhrona vrsta komunikacije, kjer se 
gostitelj in sprejemnik sporazumevata preko pomikalnih registrov [8]. Ker lahko slednji 
delujejo izredno hitro, nam ta vrsta sporazumevanja omogoča zelo velike hitrosti prenosa 
podatkov v full duplex ali half duplex načinu. Ta se večinoma uporablja pri krajših povezavah 
med dvema komunikacijskima enotama. Protokol je sestavljen iz štirih prenosnih linij. Ena se 
uporablja za prenos podatkov od gostitelja do sprejemnika (MOSI), druga od sprejemnika do 
gostitelja (MISO), tretja za prenos urinih ciklov, četrta pa za izbiro sprejemnika. Če poteka 
prenos le med dvema napravama, četrta povezava ni potrebna. 
 
 
Slika 3.2:  SPI komunikacija v full duplex načinu [8] 
 
 
3.4  RS - 485 
Zadnja povezava v komunikacijski strukturi inštrumenta MT – 204 PLUS je serijska 
komunikacija RS – 485. Za njo veljajo enake lastnosti kot za RS – 232, z glavno razliko, da 
sta komunikacijski liniji diferencialne narave. To pomeni, da slednji nimata referenčne 
vrednosti, temveč »lebdita«. S tem zagotavljamo boljšo imunost na motnje iz okolice, ker se 
ob prisotnosti šuma popačita obe liniji enako. Prenos podatkov poteka navadno po treh linijah. 
Serijsko komunikacijo vrste RS – 232, kjer sta prisotna sprejemna in oddajna povezava, 
pripeljemo do strojnega modula. Nanj povežemo še referenčni izhod. Ta ob pričetku prenosa 
dvigne napetostni nivo na visoko stanje in ga ob koncu spusti. Tako zagotovimo »okno«, kjer 
mora sprejemnik pričeti s sprejemanjem podatkov, poslanih s strani gostitelja. Tudi na 
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sprejemni strani se uporabi enak strojni modul, le da tu pretvori povezavo iz RS – 485 nazaj 
na RS – 232. Če podatke pošilja sprejemnik, se vloga modulov na posamezni strani 
komunikacije zamenja. 
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4  Implementacija zagonskega nalagalnika na MT204 – PLUS in 
posodobitveni proces 
MT204-PLUS je inštrument, ki je sposoben izmeriti vrsto različnih elektrotehničnih 
meritev, ki jih v nekaterih državah narekuje zakon. Ta veleva, da mora biti elektronska 
naprava določenega tipa testirana v ciklu nekega časovnega obdobja. S tem testom 
zagotovimo varno uporabo izdelka za uporabnika. Naprave, ki jih bo produkt sposoben 
testirati, spadajo pod standarde: 
- EN 60204-1 [3], 
- EN 60974-4 [10], 
- EN 61439-1 [11]. 
Zaradi pozitivnih razlogov zagonskega nalagalnika, ki sem jih predhodno naštel, se je 
tudi naš razvojni oddelek odločil, da ga bo implementiral v produkt MT204 - PLUS. Glavna 
enota, ki skrbi za grafično izkušnjo in ima nadzor nad manjšimi, manj zmogljivimi 
mikrokrmilniki, ima že vgrajen zagonski nalagalnik, za preostale pa ga je bilo potrebno še 
izdelati. Na to enoto se bom v nadaljevanju skliceval z imenom modul. Posodobitev 
programske opreme za določene procesne enote je različna. Nekatere med seboj komunicirajo 
preko full duplex serijskega vodila RS-232, druge preko 1-wire komunikacijskega načina ali 
RS-485, druge pa preko SPI-ja. V inštrumentu so uporabljeni mikrokrmilniki CORTEX-M0+ 
in CORTEX-M4. Prvi teče na frekvenci 32 MHz, drugi pa na 72 MHz.  
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Slika 4.1:  Blok shema in komunikacije v MT204 – PLUS 
 
Osnova vsakega zagonskega nalagalnika je zmožnost spreminjanja vsebine FLASH 
spomina in dobro zgrajena komunikacija. Pričel sem z izdelavo le-te, česar sem se lotil med 
procesnima enotama A in C. Po končani osnovni inicializaciji ure na mikrokrmilniku, 
perifernih enot in pinov, sem vzpostavil osnovno komunikacijo 1-wire v prekinitvenem 
načinu. Ker komunikacija po enem prevodniku zahteva, da sta oddajni in sprejemni pin 
mikrokrmilnika med seboj povezana, je bilo potrebno med vsakim oddajanjem podatkov 
sprejemnemu pinu onemogočiti poslušanje linije ali prekinitveni klic za čas pošiljanja 
podatka. V obeh primerih se podatki naložijo v njegov strojni pomnilnik. Podatke se izbriše z 
branjem pomnilnika in se jih ovrže, saj so za ta člen povezave nepomembni. 
Sledila so testiranja povezave. Tega sem se lotil na način, da sta se mikrokrmilnika med 
seboj nemoteno pogovarjala in si pri tem izmenjala točno določene podatke. Če en ni dobil 
ustreznega niza, ni odgovoril. Preveril sem, pri katerem mikrokrmilniku je prišlo do napake in 
jo odpravil. Ko je bila odpravljena, sem lahko pričel z drugo nalogo – branjem in pisanjem po 
FLASH spominu. Za modul C je uporabljen CORTEX – M0 + od proizvajalca NXP. Slednji 
nam ponuja že zgrajene knjižnice, ki jih je moč najti pod imenom LPCopen. To je zbirka 
brezplačnih knjižnic, ki so namenjene proizvodom NXP-ja in lahko do njih dostopa vsak 
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posameznik. V eni izmed njih, so že napisane funkcije za branje in pisanje po FLASH 
spominu mikrokrmilnika.  
Naloge sem se lotil s preprostim pisanjem po določenem sektorju spomina. Procesor  
proizvajalca NXP zahteva, da se ob vsaki spremembi določenega sektorja, tega tudi 
predhodno pripravi s posegom v določene registre. Ko sem osvojil osnovne veščine pisanja po 
spominu, sem poskusil še z branjem. To je najlažje narediti tako, da si prebran odsek spomina 
shranimo v tabelo, njene podatke primerjamo z vpisanimi podatki v spomin mikrokrmilnika in 
se prepričamo, da smo operacijo uspešno izvedli. Ker nam standardna knjižnica »string.h« 
ponuja funkcijo memcmp, ki naredi primerjavo določenih podatkov v RAM-u ali FLASH-u, 
nam tega ni potrebno narediti ročno in lahko tako hitro in učinkovito preverjamo tudi večje 
količine vpisanih podatkov. 
 Ker posodabljanje naprave podjetju v katerem delam ni tuje, sem imel že izdelan 
program, ki na računalniku pretvori compilerjevo kodo v intel HEX format. Ta je zapisan v 
izhodni datoteki v vrsto paketov velikosti 1029 byte-ov. Program nato pošlje pakete preko 
UART RS-232 ter vmesnega vezja na mikrokrmilnik. V vsakem paketu je na prvem mestu 
zapisan njegov checksum, naslednja štiri mesta pripadajo naslovu na katerega bomo 
zapisovali podatke na mikrokrmilnik, preostala pa njegovi vsebini. Na sprejemni strani sem 
moral, za uspešen prenos podatkov, prešteti število byte-ov, ki sem jih prejel in pri tem 
ustrezno shraniti vsoto paketa v spremenljivko tipa char, naslov FLASH spomina ter podatke 
v tabelo tipa char. Ko sem prejel cel paket, sem se najprej odločil za pregled vsote le-tega. 
Ker je paket v računalniškem programu, ki sem ga dobil od podjetja, zapisan v dvojiškem 
komplementu, sem na sprejemni strani shranjeni vsoti prišteval posamezen podatek in 
zanemaril preliv. Tako je ob uspešnem prenosu skupna vsota morala biti enaka 0. Če vsota ni 
bila pravilna, je sprejemna stran zaprosila za ponovno pošiljanje paketa in poenostavila 
spremenljivko, ki šteje število prenesenih byte-ov. Če po treh iteracijah ni bilo spremembe, je 
sprejemna stran poslala sporočilo o napaki. Gostitelj je nato sporočilo izpisal na zaslon in 
prekinil komunikacijo. Ob pravilni vsoti je sprejemna stran nadaljevala z zapisovanjem paketa 
v spomin. To je naredila na način, da je pred zapisom v FLASH mikrokrmilnik pobrisal 
naslednjih 1024 byte-ov podatkov od prejetega naslova naprej in nato zapisal podatke iz 
prejetega paketa. Potem se je sledeč odsek primerjal s prejetimi podatki v tabeli in se 
prepričal, da so se v FLASH vpisali pravilno. Če se niso, je sprejemna stran zaprosila za 
ponovno pošiljanje enakega paketa, drugače pa za naslednjega. V primeru, da je računalniški 
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program, ki je pretvarjal compilerjevo kodo v intel HEX format in ga razbil v pakete, zaznal 
skok na drug del FLASH-a ali nepopoln paket, je trenuten paket dopolnil z vrednostjo 0xFF. 
Slednja označuje prazen del FLASH pomnilnika.  
 Ko je bil zadnji paket uspešno prenešen in vpisan, je mikrokrmilnik sporočil, da je 
končal ter izvedel skok na vektorsko tabelo pravkar posodobljene aplikacije, natančneje na 
polje za ponovni zagon. Ta ga je resetiral in tako vstopil v zagonski nalagalnik. Bootloader je 
preveril, ali je pravkar prenesena aplikacija veljavna. V tem primeru jo je zagnal, drugače pa 
počakal v main funkciji, natančneje v while zanki. Da bi zagotovil čim lažji vstop iz aplikacije 
nazaj v zagonski nalagalnik, sem dodal poseben ukaz, ki ga je  mikrokrmilnik moral prejeti po 
serijski komunikaciji. Pri tem je poklical funkcijo NVIC_SystemReset, katera ponovno 
zažene kodo zagonskega nalagalnika. Na ta način lahko mikrokrmilnik vsakič znova vstopi 
vanj. Pomembno je, da v bootloaderju pred skokom v glavno aplikacijo pogledamo v register, 
ki drži stanje o vzroku ponovnega zagona mikrokrmilnika. Tako uporabljen mikrokrmilnik, v 
enoti C, vsebuje register imenovan SYSRSTSTAT. S pomočjo tega lahko ugotovimo, kaj je 
sprožilo ponoven zagon mikrokrmilnika. Če je bil vzrok programski reset, ta ostane v 
zagonskemu nalagalniku, drugače pa skoči v glavno aplikacijo. 
 Kot sem že povedal v enem izmed predhodnih odstavkov, je lastnost dobrega 
zagonskega nalagalnika imunost kode na odvzem napajanja. To sem zagotovil tako, da sem v 
prvem paketu prve štiri byte shranil v spremenljivko tipa integer, kateri omogoča zapis 32 
bitov, namesto njih pa zapisal vrednost 0xFFFFFFFF. Ta označuje nepopisan del FLASH 
pomnilnika. Če se je ob prejemanju paketov vse izvršilo brez napak, je mikrokrmilnik dodal 
odvzete podatke na njihovo zahtevano mesto in skočil v aplikacijo. Če pa je bilo, zaradi 
nepredvidenih dogodkov, mikrokrmilniku odvzeto napajanje, se je ob ponovnem zagonu 
zagonskega nalagalnika koda vprašala po viru, ki je povzročil ta dogodek. V primeru, da je bil 
povzročitelj NVIC_SystemReset, pomeni da smo namerno hoteli preiti v aplikacijo 
zagonskega nalagalnika, drugače pa je mikrokrmilnik pogledal na naslov, v katerem bi se 
morala pričeti aplikacija našega proizvoda. Če je bila na prvih 32 bitih vpisana prazna 
vrednost, se je izvajanje programa nadaljevalo v zagonskem nalagalniku, drugače pa je skočil 
v aplikacijo. Tako sem zagotovil tudi imunost kode na motnje, saj bo inštrument uporabljen v 
industrijskih obratih, ki so znani povzročitelji velikih motenj. Ta posodobitvena rutina je 
potekala med namiznim računalnikom, na katerem se je izvajala koda na podlagi Windows 
Application Form, napisana v Visual C++ programskem jeziku ter enoto C.  
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Slika 4.2:  Potek prejemanja paketov 
 
Nadaljeval sem z dodajanjem vmesenega člena A, med računalnikom in enoto C. Tako 
sem implementiral posodobitveni proces s prenašanjem aplikacije, preko ene od procesnih 
enot.  Seveda bo morala tudi ta imeti vgrajeno zmožnost posodobitve. Naloge sem se lotil 
podobno kot v preteklem primeru. Razlika je bila ta, da je sedaj implementacija potekala na 
STM-ovem procesorju, natančneje na CORTEX M4 jedru. Kodo zagonskega nalagalnika sem 
temu ustrezno priredil, uporabljal pa sem knjižnico CMSIS, ki je prav tako kot LPCopen 
brezplačna. Ko mi je uspelo posodobiti to enoto (enota A), sem se lotil prenašanja kode na 
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enoto C. Odločil sem se za korak, s katerim bom zagotovil delovanje procesorja v dveh 
načinih: 
- načinu za sprejem ukazov, 
- načinu za posodobitev naslednje enote. 
V prvem načinu sem to naredil s pomočjo primerjave podatkovnih nizov. Pri tem sem si 
pomagal s standardno funkcijo strcmp, ki sprejme dva parametra. Prvi je namenjen prejetim 
podatkovnim nizom, drugi pa naši konstanti. Če je prejet niz podatkov enakovreden naši 
konstanti, funkcija vrne vrednost 0. Izmislimo si lahko nekaj ukazov in če te prejmemo po 
komunikacijski liniji izvršimo določen proces znotraj kode. Da bi stanje podrejenega 
mikokrmilnika, ki čaka na posodobitev, čim bolje nadzoroval, sem dodal ukaze za skok v 
zagonski nalagalnik in ukaz za pripravo na posodobitveno rutino IAP. Po prvem ukazu sem 
čakal na odgovor podrejene enote. Če je ta sporočila, da je uspešno skočila v zagonski 
nalagalnik, sem nadaljeval z drugim. S tem sem zagotovil, da je enota pripravljena na sprejem 
paketa. Če je bil odgovor uspešen je nadrejena enota zamenjala način operacije na 
posodobitvenega in nadaljevala s prenosom paketov po že znanem načinu. Ker vemo, da so 
paketi sestavljeni iz 1029 byte-ov, vemo tudi kdaj zamenjati način operacije nadrejene enote 
nazaj na sprejem ukazov. Če ciljna enota ni uspešno prenesla paketa (CS se ni ujemal ali pa je 
prišlo do raznih napak med posodobitvijo), je to sporočila s prošnjo po ponovnem pošiljanju 
zadnjega paketa. Ko se je prenesel še zadnji paket in je podrejena enota sporočila da ga je 
uspešno zapisala v FLASH spomin (zaprosila za nov paket), je aplikacija na namiznem 
računalniku sporočila ukaz za skok te enote v glavno aplikacijo. Tako se je posodobitveni 
proces zaključil. Omembe vredno je, da je bilo potrebno poleg zagonskega nalagalnika v 
glavno aplikacijo implementirati način prenašanja kode le na enoti A in D, saj so preostale 
enote za razliko od glavnega modula njima podrejene. 
 Koda za posodobitev glavnega modula je kreirana v C++ programskem jeziku. Za to 
smernico smo se odločili, ker je veliko enostavneje povezovati in graditi večje in bolj 
zahtevne bloke kode, ki jih glavni modul potrebuje. Tega »poganja« vgrajena različica 
Windows operacijskega sistema (Windows Embedded Compact). Razni nastavki kot je na 
primer USB stack, so že narejeni. Potrebno jih je le še inicializirati in ustrezno umestiti v 
kodo. Ker jezik podpira in se nagiba k objektnemu programiranju je koda zato še toliko bolj 
urejena in pregledna. Posodobitev glavnega modula je sestavljena iz več delov. S 
posodobitvijo se nadgradi operacijski sistem na napravi, po potrebi zamenja zagonsko sliko, 
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ki se prikaže ob zagonu inštrumenta in posodobi njegov zagonski nalagalnik. Ker je bil ta že 
napisan s strani podjetja, katerega modul je vgrajen v našem inštrumentu, ni bilo potrebno 
izdelati drugega. Na modulu je že implementirana izvršljiva datoteka, ki poskrbi za zagon 
zagonskega nalagalnika in posodobitev sistema. To je potrebno izvršiti in ji podati parametre 
in imena datotek, ki jih bomo uporabili za posodobitev. Ti parametri niso poklicani direktno 
iz kode. Vzrok leži v številu posodobitvenih datotek, ki jih bomo izdali za glavni modul. Če 
se odločimo na inštrument dodati še vsaj eno novo datoteko, bi moral uporabnik najprej 
posodobiti aplikacijo na glavnem modulu zato, da bi posodobil število dodanih parametrov, ki 
jih potrebuje izvršitvena datoteka, kasneje pa bi moral v sistem, s ponovno posodobitvijo, 
nadgraditi in implementirati še najnovejše datoteke. Tovrsten problem sem rešil s kreiranjem 
nove podatkovne datoteke s končnico .txt, katera bo vsebovala niz ukazov in parametrov, ki 
jih potrebuje izvršitvena datoteka. Tako je potrebno ob izdaji posodobitvenega paketa dodati 
le še toliko novih parametrov, kot jih izvršitvena datoteka potrebuje. Posodobitev glavnega 
modula na ta način je za uporabnika prijazna, saj ta ne potrebuje nobenih predhodnih znanj, 
ker je proces samostojen. Ker bo posodobitev potekala preko USB ključka, je bilo potrebno 
najprej vgraditi del kode, ki bo prebral datoteko znanega imena in končnice.   
 Večkrat omenjen računalniški program je bil do sedaj potreben, saj smo iz intel HEX 
datoteke morali izdelati pakete velikosti 1029 byte-ov, v kolikor smo hoteli zadostiti našemu 
protokolu. Tu bo njegovo delo prevzel glavni modul. Računalniški program sem moral iz 
programskega jezika C# predelati na jezik, ki je primeren za modul. Ker je bilo v sistem že 
vstavljeno branje datotek, je bilo potrebno posodobitvene datoteke za vse module le še 
prebrati in jih v binarni obliki shraniti v neko začasno tabelo ter kreirati pakete velikosti 1029 
byte-ov. Da ne bi bila tabela prevelika, sem uporabil standarden class std::vector prisoten v 
C++ programskem jeziku. S pomočjo tega sem napisal del kode, ki zgradi tako veliko tabelo, 
kot jo velika posodobitvena datoteka za določeno procesno enoto. Ko je datoteka prebrana in 
shranjena v RAM spominu modula, se prične posodobitveni proces, ki je enak zgoraj 
opisanemu.  
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4.1  Intel HEX  
Intel HEX je format, ki pretvori binarne podatke v obliko ASCII [6].  Pogosto se ga 
uporablja za programiranje mikrokontrolerjev, EEPROM-ov ali katero drugo vrsto 
programirljivih vezij. Ko nekdo izdeluje aplikacijo v določenem programskem jeziku, s 
pomočjo nekega programskem orodja (npr. IAR, Keil…), lahko pod nastavitvami izbere 
možnost kreiranja .hex datoteke. To je izhodna datoteka, v kateri je uporabnikova koda 
prevedena v strojno. Ta datoteka se nato preko programerja/debuggerja (ang. 
razhroščevalnika) zapiše v mikrokontrolerjev FLASH ali ROM.  
Izhodna datoteka je napisana v točno določeni obliki. Ta sestoji iz šestih polj. Slednja 
nam v napisanem vrstnem redu predstavljajo:  
- štartno kodo (ang. start code),  
- seštevek byte-ov (ang. byte count), 
- naslov kamor se bodo zapisali podatki, 
- pomen podatkov, 
- podatke, 
- seštevek posamezne vrstice. 
Štartna koda je velika en byte in je enaka znaku :. Seštevek byte-ov nam pove, koliko 
podatkov lahko pričakujemo v eni vrstici izhodne datoteke in je prav tako enaka velikosti 
enega byte-a. Naslov označuje, kam v mikrokrmilnikov pomnilnik bomo zapisali podatke ene 
vrstice in je enak velikosti dveh byte-ov. Ker je računalniški program preoblikoval izhodno 
datoteko, ki je bila kreirana v 20 bitnem naslavljanju, lahko pomen podatkov označuje le 
podatke, ki bomo zapisali v pomnilnik ali začetek novega naslova v pomnilniku. Peta alineja 
predstavlja sekvenco n byte-ov (v našem primeru 16), zapisane v dvakratniku šestnajstiškega 
števila. Če je n enak 0, je označen konec izhodne datoteke. Seštevek vrstice zagotavlja večjo 
varnost pri prenosu podatkov v pomnilnik in deluje kot checksum. 
 
Slika 4.3:  Prikaz posameznih elementov ene vrstice izhodne HEX datoteke [7]
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5  Sklep 
V podjetju trenutno poteka razvoj inštrumenta MT – 204 PLUS, ki bo sposoben po 
uspešno opravljeni meritvi potrditi skladnost elektronske opreme in elektronskih sistemov 
vgrajenih v naprave, ki med delovanjem niso prenosljive. Poleg izvedbe meritvenih funkcij, je 
večji izziv predstavljal tudi posodobitveni proces te naprave, ki je bil prepuščen meni.  
V diplomskem delu je opisan protokol posodabljanja učinkovit. Trenutno se uporablja, 
ko se programska oprema še razvija, sedanji prototip pa je še v fazi testiranja. Programski 
hrošči posodobitvene rutine, so bili odpravljeni že med samo implementacijo. Večje težave 
pri razvoju so mi predstavljale različne vrste komunikacij, saj jih do sedaj še nisem pobližje 
spoznal. Trenuten prototip posodabljanja najverjetneje ne bo uporabljen v končni izvedbi 
inštrumenta. Problem se nahaja v velikem številu procesnih enot. Te predstavljajo večjo 
težavo, saj je polovica teh dodatek h glavnemu inštrumentu. Tako procesno enoto C, 
prikazano na sliki 4.1, imenujemo Remote, procesni enoti D in E pa sestavljata 
visokonapetostni adapter. Ker so te enote neobvezne, je težko slediti skladnosti programske 
opreme na MT – 204 PLUS in na dodatni opremi (pojavljajo se lahko razni komunikacijski 
hrošči itd…).  
Potencialno težavo bomo rešili tako, da bomo ob vsaki izdaji posodobitvenega paketa, 
vse datoteke shranili na glavni modul. Ta bo ob priključitvi neobvezne opreme preveril njeno 
skladnost s trenutno verzijo. Ob neskladju se bo zagnal proces posodabljanja dodatne opreme 
na verzijo, na kateri operirajo statične procesne enote. 
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