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Za krmiljenje  koračnih  motorjev  s  ploščo  Arduino Uno preko računalnika  je  potrebno 
razviti  vmesnik,  ki  omogoča  spreminjanje  parametrov  vrtenja.  Za  to  je  uporabljen 
programski jezik Python. Aplikacija je razvita v knjižnici Kivy, serijska komunikacija pa v 
knjižnici  pySerial.  Razvita  koda  je  preizkušena  na  preprostem  sistemu  s  koračnim 
motorjem in ustreznim gonilnikom.  Z računalnikom krmilimo hitrost  vrtenja  in  število 
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Stepper  motors  can  be  controlled  with  Arduino  Uno  board.  If  we  wish  to  change 
parameters  of  rotation  on  a  computer,  an  interface  is  necessary.  Python  programming 
language is used for its development. An application is developed in Kivy library while 
serial communication is developed in pySerial library. The code is tested using a simple 
system with a stepper motor and a corresponding driver. With the computer, a speed of 
rotation and a number of steps in one turn are controlled. They are observable as frequency 
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HY hibriden (ang. Hybrid)
IDE integrirano  razvojno  okolje  (ang.  Integrated  Development  
Environment)
PM trajni magneti (ang. Permanent Magnets)
PWM pulzno-širinska modulacija (ang. Pulse-width Modulation)
UI uporabniški vmesnik (ang. User Interface)
USB univerzalno serijsko vodilo (ang. Universal Serial Bus)




Koračni  motorji,  ki  so  posebna  vrsta  sinhronih  elektromotorjev,  so  široko  uporabljana 
naprava. Predstavljajo temelj za pogone različnih tiskalnikov, čitalnikov, obdelovalnih in 
pakirnih  strojev,  zaradi  natančnosti  so zaenkrat  nenadomestljivi  na nekaterih  področjih 
optike in laserske tehnike. Splošna strojna oprema pod vplivom odprtokodnih projektov, 
kot je Arduino, postaja dostopnejša tudi izven industrijskega okolja. Poleg programja in 
spletnih izobraževalnih virov lahko cenovno dostopne plošče z mikrokrmilniki uporabimo 
za krmiljenje različnih naprav, vključujoč vse vrste elektromotorjev.
Kljub  naštetim  prednostim  plošča  Arduino  ne  omogoča  neposrednega  spreminjanja 
parametrov brez ponovnega nalaganja kode na ploščo. Možno rešitev ponuja Python, eden 
popularnejših  programskih  jezikov.  Knjižnica  Kivy  omogoča  preprost  in  hiter  razvoj 
aplikacije za različne platforme in različne načine vnosa, serijsko komunikacijo s ploščo 
Arduino pa omogoča kopica ostalih knjižnic in njihovih razširitev. Povezovanje te opreme 
v en sistem pa ni pogosto. Nabor izobraževalnih virov, ki bi celostno zaobjeli delovanje, 
načrtovanje in razvoj takega sistema, je omejen.
1.2 Cilji
Pričujoča zaključna naloga želi nuditi vpogled v osnove povezljivosti koračnih motorjev, 
programskega jezika Python in plošče Arduino. V uvodnem delu je narejen pregled ozadja 
delovanja vseh vrst koračnih motorjev in opisana pravilna vezava v sistem. Vključene so 
teoretične osnove plošče in IDE Arduino ter programskega jezika Python, ki omogočajo 
razvoj kode. Podan je pregled glavnih značilnosti uporabljenih knjižnic in modulov. Za 
izvedbo serijske komunikacije je iz nabora obstoječih rešitev na podlagi primerjave izbrana 
najprimernejša. Z zbranim znanjem o koračnih motorjih je izbrani koračni motor vgrajen v 
preprost  sistem.  Cilj  je  razviti  kodo za  krmiljenje  tega  koračnega  motorja  in  s  ploščo 
Arduino  Uno  ter  aplikacijo  v  knjižnici  Kivy  preizkusiti  krmiljenje  in  posredovanje 
parametrov vrtenja z računalnika.
2 Teoretične osnove in pregled literature
2.1 Koračni motorji
Koračni  motorji  so  posebna  vrsta  sinhronih  elektromotorjev.  Posebno  uporabni  so  v 
aplikacijah  pozicioniranja  bremen,  kjer  zahtevamo  natančnost  in  ponovljivost,  hitrost 
vrtenja in  navor pa sta drugotnega pomena [1]. Obrat koračnega motorja je sestavljen iz 
diskretnih korakov. V vsakem celem koraku se motor zavrti  za točno določen kot  φkor, 
najpogosteje  za  30°,  15°,  7,5°,  5°,  2,5°  ali  1,8°.  Velikost  korakov določa  možne  kote 
vrtenja, manjši koraki pa pomenijo večjo kotno ločljivost. To je pomemben parameter pri 
izbiri ustreznega koračnega motorja za določene potrebe. Po zaustavitvi je motor zmožen 
ohranjati končni položaj z določenim navorom [2].
Koračni motorji so vodeni z električnim tokom. Sunki toka, ki jih krmilnik dovede v motor 
v pravilnem zaporedju,  premikajo motor  po korakih.  Kot vrtenja  je določen s številom 
sunkov,  hitrost vrtenja  pa  s  frekvenco  sunkov.  Za  nadzor  vrtenja  ni  potrebna  dodatna 
oprema, saj je krmilnik zmožen položaj motorja določiti po številu dovedenih sunkov toka. 
Zato  lahko  koračne  motorje  uporabljamo  v  odprtozančnih  krmilnih  sistemih,  paziti  pa 
moramo,  da ne pride do trka naprave – v tem primeru je  sistem potrebno ponastaviti.  
Zaprtozančne krmilne sisteme s posebnimi krmilnimi algoritmi uporabljamo v zahtevnejših 
aplikacijah, kjer zahtevamo boljše razmerje med navorom in močjo motorja [3].
2.1.1 Delitev koračnih motorjev po zgradbi
Koračne motorje po zgradbi rotorja in statorja delimo na:
‐ koračne motorje s trajnimi magneti z visokim navorom in nizko ločljivostjo,
‐ koračne motorje s spremenljivo reluktanco z visoko ločljivostjo in nizkim navorom,
‐ hibridne koračne motorje z dobro ločljivostjo in dobrim navorom.
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2.1.1.1 Koračni motorji s trajnimi magneti
Koračni motorji s trajnimi magneti so majhni in zanesljivi,  večinoma se jih uporablja v 
pogonih in servomehanizmih [4]. Imajo notranji rotor, po obodu katerega so nameščeni 
trajni magneti. Stator je zunanji, z nameščenimi navitji. Ta so med seboj povezana, vsaka 
skupina navitij  pa tvori  fazo. PM motorji  imajo večinoma dve fazi.  Za pričetek vrtenja 
krmilnik dovede v navitja izmenični  električni tok. Odvisno od tipa motorja se naelektri 
ena faza ali pa dve hkrati [2].
Kot koraka  φkor je določen s  kotom med sosednjima navitjema,  večje  število  navitij  pa 
omogoči boljšo ločljivost. Primer na sliki 2.1 ima dvanajst navitij in šest magnetov, torej je 
φkor = 30°. Fazi sta dve in sta označeni z A in B. A’ in B’ prejmeta enak električni tok kot 
A in B, le da v nasprotni smeri. »S« označuje negativni, »J« označuje pozitivni magnetni 
pol. Navitje brez oznake »S« ali »J« v danem trenutku nima dovedenega  toka. Na sliki 
2.1(a) je naelektrena faza A, faza B pa ni. Rotor je postavljen tako, da so pozitivni magneti 
soležni z negativnimi navitji, negativni magneti pa s pozitivnimi navitji. Na sliki 2.1(b) se 
faza A razelektri, naelektri pa se faza B. Rotor se zamakne v negativni smeri tako, da so 
magneti zopet soležni z navitji nasprotnega pola. Med obema položajema je φ = φkor.
Slika 2.1: Primer vrtenja PM koračnega motorja (a) Naelektrena sta para navitij A in A’ (b) 
Naelektrena sta para navitij B in B’ [2]
2.1.1.2 Koračni motorji s spremenljivo reluktanco
Koračni motorji s spremenljivo reluktanco delujejo po principu minimiziranja  magnetne 
reluktance, zaradi česar imajo lahko izredno dobro ločljivost.  Rotor je notranji  in nima 
magnetov,  namesto  njih  ima  majhne  jeklene  zobe.  Navitja  so  na  zunanjem  statorju. 
Ločljivost VR motorjev izboljšamo s povečevanjem števila navitij in zob. Njihova slabost 
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je nizek  navor, zaradi česar so večinoma neuporabni za premikanje bremen in se jih v 
praksi zelo redko uporablja [2].
Da se VR motor  zavrti,  krmilnik  dovede  električni  tok v navitja.  Pari  nasproti  ležečih 
navitij tvorijo faze in se naelektrijo neodvisno od drugih parov oziroma faz. Naelektrena 
navitja privlačijo zobe. Rotor se zato zavrti za takšen kot, da je magnetna reluktanca med 
navitjem na statorju in soležnim zobom na rotorju najmanjša možna. Slika  2.2 prikazuje 
primer  motorja  s  šestimi  zobmi in  osmimi  navitji,  ki  se  zavrti  za  φkor = 15°.  V danem 
trenutku je z navitji vedno poravnan le en par zob. Na sliki 2.2(a) je naelektren par navitij 
A  in  A’.  Ker  na  rotorju  ni  magnetov,  ni  važno,  katero  navitje  je  pozitivni  in  katero 
negativni magnetni pol. Na sliki  2.2(b) se naelektri par navitij B in B’, rotor se zavrti za 
φkor v negativni smeri.
Slika 2.2: Primer vrtenja VR koračnega motorja (a) Naelektren je par navitij A (b) Naelektren je 
par navitij B [2]





2.1.1.3 Hibridni koračni motorji
Hibridni  koračni  motorji  so  bili  narejeni  s  sintezo  najboljših  lastnosti  motorjev  s 
permanentnimi  magneti  in  motorjev  z  variabilno  reluktanco,  zato  so posebej  pogosti  v 
industrijskem  okolju  [3].  Notranji  rotor  ima  magnetne  zobe,  s  čimer  je  zagotovljen 
potreben  navor za  premikanje  večjih  bremen.  Zobe  ima  tudi  stator,  kar  pripomore  k 
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izboljšani ločljivosti. Zaradi več gradnikov so HY motorji večji in težji, pa tudi dražji od 
ostalih koračnih motorjev [2].
Rotor HY motorja ima vsaj en par rotorskih polov. Kot prikazuje slika  2.3, ima znotraj 
para en pol pozitivno namagnetene zobe, drugi pol pa negativno namagnetene zobe. Pola v 
paru sta v takšnem medsebojnem položaju, da se pozitivno in negativno namagneteni zobje 
izmenjujejo.  Kot med sosednjima  zoboma posredno določa  ločljivost;  boljšo  ločljivost 
dosežemo z več zobmi. Dodatni  pari  polov izboljšajo  navor motorja,  prispevajo tudi  k 
povečanju teže in velikosti. Zobe ima na navitjih tudi stator. Ti so po velikosti približno 
enaki kot zobje na rotorju, da stator ob naelektritvi navitij privlači oziroma odbije le en pol 
v paru naenkrat.
Slika 2.3: Zgradba HY koračnega motorja [3]
Princip vrtenja HY motorja je večinoma podoben kot pri PM motorju: navitja so v dveh 
fazah, krmilnik pa naelektri in razelektri navitja v določenem zaporedju. Pri tem se rotor 
premika  tako,  da  so  rotorski  poli  soležni  navitjem  nasprotnega  magnetnega  pola  na 
statorju. Manj pogosto se HY motorju vrtijo tako kot VR motorji, kjer faze sestavljajo pari 
nasproti ležečih navitij.
2.1.2 Unipolarni in bipolarni koračni motorji
Vezava navitij znotraj koračnega motorja vpliva na umestitev motorja v električno vezje. 
Glede na to koračne motorje delimo na:
‐ unipolarne koračne motorje,
‐ bipolarne koračne motorje.
Ena  temeljnih  razločitvenih  lastnosti  je  število  žic,  ki  izhajajo  iz  motorja:  unipolarni 
motorji imajo pet ali šest žic, bipolarni pa štiri žice [2].
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2.1.2.1 Unipolarni koračni motor
Slika 2.4 prikazuje vezavo unipolarnega koračnega motorja, iz katerega izhaja pet žic: ena 
(označena z »Udd«) je za napajanje, ostale vodijo do navitij. Unipolarni motorji s šestimi 
žicami imajo dve žici za napajanje, vsaka je napeljana do srede enega od navitij. S »T1«, 
»T2«, »T3« in »T4« so označeni tranzistorji, na katere so vezane žice s koncev vsakega od 
navitij.  Ko je  tranzistor  v  aktivnem načinu,  električni  tok steče  od  srede  navitja  proti 
tistemu koncu navitja, na katerega je ta tranzistor vezan. Ta konec navitja prične delovati 
kot pozitivni magnetni pol, sredina navitja pa kot negativni magnetni pol. Ker se ob tem 
namagneti celotno navitje, drugi konec (katerega tranzistor ne sme biti v aktivnem stanju) 
deluje kot negativni magnetni pol.
Slika 2.4: Vezava unipolarnega koračnega motorja [5]
Glavna slabost unipolarnih koračnih motorjev je slaba izkoriščenost navitij, saj je naenkrat 
lahko izkoriščena le polovica navitja.
2.1.2.2 Bipolarni koračni motor
Slika 2.5 prikazuje vezavo bipolarnega koračnega motorja. Ob naelektritvi konec navitja, 
kjer električni tok vstopa v navitje, deluje kot negativni magnetni pol, konec navitja, kjer 
tok izstopa iz navitja, pa deluje kot pozitivni magnetni pol. Obračanje smeri  toka  skozi 
navitje se večinoma izvede s H-mostičem, ki je sestavljen iz 4 tranzistorjev. Na sliki so 
označeni s »T1«, »T2«, »T3« in »T4«.
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Slika 2.5: Vezava bipolarnega koračnega motorja [5]
Bipolarni koračni motorji so zaradi upravljanja tranzistorjev v H-mostičih zahtevnejši za 
krmiljenje kot unipolarni koračni motorji. Odlikuje jih polna izkoriščenost navitij.
2.1.3 Načini delovanja
2.1.3.1 Polni korak
Pri delovanju s polnim korakom (ang.  full step) opravi koračni motor en korak ob vsaki 
spremembi polaritete električnega toka v navitjih na statorju. Pri tem je lahko naelektrena 
ena faza navitij  ali  pa sta naelektreni  dve hkrati.  V prvem primeru se rotor  poravna z 
naelektrenima navitjema na statorju [5]. Slika 2.6 prikazuje drugi primer, kjer se rotor po 
opravljenem koraku postavi med sočasno naelektreni navitji.
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Slika 2.6: Način celih korakov [2, 5]
Glavna prednost delovanja s celim korakom z dvema fazama je od 30 do 40 % [2] večji 
navor,  ki  ga  omogočita  dve  sočasno  naelektreni  navitij.  Slabost  je  večja  potreba  po 
električnem toku, saj moramo naelektriti enkrat več navitij kot pri delovanju z eno fazo.
2.1.3.2 Polovični korak
Pri  delovanju  s  polovičnim  korakom  (ang.  half  step)  krmilnik  izmenjuje  dovajanje 
električnega toka eni fazi in dvema fazama, kot prikazuje slika 2.7. Po opravljenih korakih 
se rotor postavi  ali  med dve naelektreni  navitji  ali  pa se poravna z enim naelektrenim 
navitjem.  Posledično je  ločljivost  enkrat  večja  kot  pri  delovanju  s  celim korakom [5]. 
Slabost tega načina delovanja je, da se največji navor zmanjša za približno 20 % [2].
Slika 2.7: Način polovičnih korakov [2, 5]
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2.1.3.3 Mikrokorak
Pri  delovanju  z  mikrokorakom  (ang.  microstep)  iščemo  predvsem  najboljšo  možno 
ločljivost  in  čim  manj  opazne  prehode  med  posameznimi  koraki.  S  tem  izboljšamo 
delovanje celotnega mehanskega sistema, ki tako povzroča manj hrupa, rešujemo pa tudi 
resonančne probleme [5]. Dobra izvedba mikrokorakov se približa linearnemu gibanju brez 
opaznih pospeškov ali  pojemkov motorja.  Kot kaže slika  2.8, mikrokoraki  temeljijo  na 
principu  postopnega  prehoda  električnega  toka v  naslednje  navitje  s  pomočjo  PWM. 
Krmilnik dovede tok v sinusoidni obliki.
 
Slika 2.8: Način mikrokorakov [2, 5]
Zaradi množice mikrokorakov in krajšanja signalov se močno zmanjša odzivnost sistema. 
Nižja je najvišja možna  hitrost vrtenja, tudi največji  navor se zmanjša za približno 30 % 
[2].
2.2 Arduino
Arduino  je  odprtokodni  projekt  z  začetki  v  letu  2005.  Osredotoča  se  na  dostopno 
programsko in strojno opremo, ki je primerna za profesionalno, amatersko in komercialno 
uporabo  [6].  Osrednji  element  projekta  je  plošča  Arduino.  Ta  je  sestavljena  iz 
mikrokrmilnika  in  raznih  drugih  elektronskih  elementov,  na  primer  digitalnih  vrat, 
konektorjev, časovnikov, svetlečih diod ali tipk. Vsi ti elementi so nameščeni na robustno 
tiskano  vezje  majhnih  dimenzij,  s  katerim  je  lahko  rokovati  v  različnih  okoljih. 
Mikrokrmilnik je prilagojen programiranju s programskim jezikom Arduino, ki temelji na 
programskem jeziku C/C++, znotraj  IDE Arduino, ki  temelji  na projektu Processing in 
platformi Wiring [7].
Uporaba plošč Arduino sega od preprostih domačih stvaritev, na primer vremenskih postaj 
in  daljinsko  upravljanih  glasbil,  do  zapletenih  znanstvenih  in  tehniških  projektov,  na 
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primer  prototipov  in  analizatorjev.  Preko raznih  hišnih  pripomočkov,  vozil,  robotov in 
medicinske opreme so bili izdelki, temelječi na ploščah Arduino, tudi uspešno trženi [2].
Program, narejen v IDE Arduino, se imenuje skica (ang. sketch). Sintaksa je enaka tisti v 
jeziku  C/C++,  zato  sta  funkcija  setup()  in  funkcija  loop()  dve  temeljni  funkciji,  ki 
sestavljata  vsako skico (slika  2.9).  Funkcija  setup()  vsebuje kodo,  ki  jo  želimo  izvesti 
enkrat – na začetku, da uredimo nastavitve. Nato se koda, zapisana v funkciji loop(), izvaja 
vse do ustavitve programa.
Slika 2.9: Skica v IDE Arduino
2.2.1 Pregled uporabljenih značilnosti
Za potrebe krmiljenja konkretnega sistema so potrebne funkcije iz knjižnice Stepper, ki je 
podrobneje  opisana  v  ločenem  podpoglavju,  poleg  njih  pa  še  sledeče  funkcije: 
Serial.begin(), Serial.available(), Serial.read(), Serial.parseInt(), Serial.parseFloat(). Te so 
namenjene upravljanju serijske komunikacije na plošči Arduino. Z argumentom funkcije 
Serial.begin(speed)  nastavimo  hitrost  komunikacije  v  bitih  na  sekundo.  Funkcija 
Serial.available() poda število bitov, ki so na voljo za sprejem. Kot prikazuje slika 2.10, z 
zanko  »if«  preverimo,  če  serijska  komunikacija  poteka.  Katerokoli  število  bitov,  ki  ni 
enako nič, ustreza stanju »True«, in zanka »if« se izvede. Funkcija Serial.read() prejme 
bite  preko serijske  komunikacije.  Funkciji  Serial.parseInt()  in  Serial.parseFloat()  vrneta 
prvo  število  ustreznega  podatkovnega  tipa  (»int«  ali  »float«),  prejeto  s  serijsko 
komunikacijo. Obe preskočita začetne neštevilske znake in se prekineta, ko pride na vrsto 
naslednji neštevilski znak [8].
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Slika 2.10: Funkcija Serial.available() v zanki »if«
Podatkovni  tipi,  uporabljeni  v  skici  za  krmiljenje  konkretnega  sistema,  so  tipi  »int«, 
»float« in »char«. Podatkovni tip »int« predstavlja cela števila in je navadno velikosti 2 B. 
Z njim je možno shranjevati števila od - 215 do 215 - 1. Negativna števila so shranjena s 
pomočjo dvojiškega komplementa. Podatkovni tip »float« predstavlja števila s plavajočo 
vejico in je velikosti 4 B. Z njimi je možno shranjevati števila od - 3,4028235 * 1038 do 
3,4028235 * 1038.  Podatkovni tip »char« predstavlja vrednost črke po kodirnem sistemu 
ASCII in je velikosti 1 B.
2.2.1.1 Arduino Uno
Arduino  Uno  je  najrobustnejša  in  najbolj  uporabljana  plošča  Arduino  med  vsemi 
obstoječimi modeli.  Najpomembnejše osnovne komponente, ki se nahajajo na plošči, so 
mikrokrmilnik ATmega328, kremenov kristal (f = 16 MHz), vtičnica za USB, priključek za 
napajanje in tipka za ponastavitev. Kontakti so razdeljeni med tri konektorje: »POWER« 
(moč), »ANALOG IN« (analogni vhod) ter »DIGITAL PWM« (digitalna PWM) [9].
Električni tok lahko plošči dovedemo ali preko USB ali preko zunanjega vira napajanja. 
USB deluje tudi kot vrata za serijsko komunikacijo,  ustrezno pretvorbo zagotavlja v ta 
namen sprogramiran mikrokrmilnik  ATmega16U2. V primeru zunanjega vira  napajanja 
adapter priključimo na priključek za napajanje, žice z baterije pa na kontakta, označena  z 
»GND« in »VIN«, pod konektorjem »POWER«. Ta vsebuje vse kontakte za prejemanje ali 
oddajanje zunanjega napajanja. Plošča deluje z dovedeno napetostjo U = 6–20 V, za varno 
in stabilno delovanje pa je priporočljiva napetost U = 7–12 V. Pri tem plošča samodejno 
izbere ustrezen vir napajanja.
Šest kontaktov pod konektorjem »ANALOG IN« z oznakami od A0 do A5 deluje  kot 
analogni vhodi z ločljivostjo 10 bit. Prejeti analogni signali so nato pretvorjeni v digitalne 
signale za procesiranje. Štirinajst digitalnih kontaktov pod konektorjem »DIGITAL PWM« 
z oznakami od 0 do 13 je lahko z ustreznimi funkcijami nastavljenih za vhode ali izhode. 
Delujejo pod napetostjo 5 V in so namenjeni za prejemanje oziroma oddajanje digitalnih 
signalov.  Šest  od  njih  je  označenih  z  vijugo  (~)  in  so  namenjeni  oddajanju  PWM 
kontrolnih signalov.
Mikrokrmilnik ATmega328 ima pomnilnik velikosti 32 kB, od česar je 0,5 kB zasedenega 
s pogonskim zaganjalnikom. Volatilni podatkovni pomnilnik je velikosti 2 kB, nevolatilni 
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podatkovni pomnilnik pa velikosti 1 kB. Razpoložljivi pomnilnik omeji velikost skice, ki 
jo lahko uporabimo na plošči.
2.2.1.2 Knjižnica Stepper
Knjižnica Stepper je ena od standardnih knjižnic, ki vključene v namestitev IDE Arduino. 
Knjižnica  je  narejena  posebej  za  krmiljenje  koračnih  motorjev,  tako  unipolarnih  kot 
bipolarnih. Za krmiljenje konkretnega sistema so iz knjižnice potrebne sledeče tri funkcije: 
Stepper(), step(), setSpeed() [8].
Funkcija Stepper(steps, pin1, pin2, pin3, pin4) je konstruktor,  ki ustvari instanco razreda 
Stepper(), ta pa predstavlja koračni motor, ki ga povežemo na ploščo Arduino. Argument 
»steps« predstavlja število korakov v enem vrtljaju motorja. Argumenti »pin1«, »pin2«, 
»pin3« in »pin4« so oznake kontaktov, kamor je motor povezan,  pri  čemer sta slednja 
argumenta odvisna od vrste motorja in zato nista obvezna.
Funkcija  setSpeed(rpms)  z  argumentom  nastavi  hitrost,  s  katero  se  bo  koračni  motor 
zavrtel, ko bo klicana funkcija step(). Argument mora biti pozitivno število, privzeta enota 
so  vrtljaji  na  minuto.  Uporaba  podatkovnega  tipa  »float«  omogoči  večjo  fleksibilnost 
krmiljenja.
Funkcija  step(steps)  požene  koračni  motor  v  gibanje  za  število  korakov,  ki  ga  določi 
argument. Predznak argumenta, ki mora biti podatkovnega tipa »int«, določi smer vrtenja, 
ki je odvisna tudi od vezave motorja na ploščo Arduino. Hitrost bo enaka tisti, ki je bila 
nazadnje določena s funkcijo setSpeed().  Izvajanja funkcije  ni možno prekiniti  z drugo 
funkcijo, kar pomeni, da je potrebna previdnost pri izbiri argumentov, če želimo operacijo 
vrtenja zaključiti v doglednem času.
2.3 Programski jezik Python
Python je tolmačen, objektno orientiran programski jezik [10]. Moduli, razredi in bogata 
standardna knjižnica so nekatere od osnovnih značilnosti jezika, preglednost in preprostost 
sintakse  pa  je  zagotovljena  na  primer  z  zamikanjem vrstic  in  obarvanostjo  kode [11]. 
Zaradi tega je kot programski jezik izredno uporaben; primeren je tako za začetnike kot za 
razvoj  zahtevnejših  aplikacij,  od numeričnih izračunov do krmiljenja  visokotehnoloških 
naprav [12].
Za krmiljenje konkretnega sistema je Python uporaben za dve stvari: razvoj aplikacije in 
serijsko komunikacijo. Aplikacija je pomembna, ker bo zagotovila možnost spreminjanja 
parametrov in očesu prijazen UI. Ker je hiter in preprost razvoj zaželen, je najboljša izbira 
knjižnica  Kivy,  ki  omogoča  tudi  delovanje  na  različnih  platformah  z  različnimi  načini 
vnosa  vrednosti  (klik  miškine  tipke,  dotik  zaslona  …).  Za  serijsko  komunikacijo  je  v 
Pythonu na voljo veliko knjižnic – večino jih predvideva že dokumentacija za Arduino. Za 
izbiro  takšne,  ki  se  bo  najbolje  skladala  z  vodilom hitrega  in  preprostega  razvoja,  je 
potrebno narediti pregled razpoložljivih rešitev in izbrati najboljšo.
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2.3.1 Knjižnica Kivy
Kivy  je  brezplačna  in  odprtokodna  Pythonova  knjižnica,  namenjena  razvoju  tako 
brezplačnih kot komercialnih aplikacij. Po lastnem opisu se od drugih knjižnic, platform in 
ogrodij  za  razvoj  aplikacij  razlikuje  po  sodobnem  pristopu,  hitrosti,  prilagodljivosti, 
fokusiranosti kode in po tem, da nove zmogljivosti razvijajo poklicni razvijalci [13].
Aplikacija, razvita v knjižnici Kivy, temelji na treh gradnikih. To so jedrni ponudniki (ang. 
core providers), grafika (ang. graphics) in vnos (ang. input). Uporaba specifičnih jedrnih 
ponudnikov  omogoči  modularnost  in  abstrakcijo  osnovnih  dejanj,  kot  je  prikaz  okna 
aplikacije.  S tem se izrabi knjižnice,  ki so na določeni  napravi že nameščene,  to pa se 
najočitneje  pozna  na  manjši  velikosti  aplikacije  in  na  njeni  zmožnosti,  da  deluje  na 
različnih operacijskih sistemih. Grafični del knjižnice Kivy je zaradi boljše zmogljivosti 
napisan v programskem jeziku C, optimalno se izrablja tudi strojno pospeševanje. Vnos 
poteka preko različnih naprav,  od katerih ima vsaka svoj razred.  Z uporabo dedovanja 
lastnosti med razredi v jeziku Python je možno nabor združljivih naprav razširiti.
2.3.1.1 Razvoj aplikacije v knjižnici Kivy
Razvoj  aplikacije  s  knjižnico  Kivy  je  v  grobem  sestavljen  iz  dveh  delov:  iz  razvoja 
grafičnega  in  logičnega  dela  aplikacije  [13].  Logični  del,  v  katerem  opišemo  način 
izvajanja  in  obnašanje aplikacije,  je  shranjen  v datoteki  »main.py«.  Grafični  del,  ki  se 
prikaže kot uporabniški vmesnik, je možno namesto v jeziku Python razviti v jeziku Kivy. 
V tem primeru se kodo za grafični del shrani v datoteko s končnico KV, v nasprotnem 
primeru pa skupaj z logičnim delom v datoteko »main.py«. Jezik Kivy omogoča preprost 
in  učinkovit  opis  grafičnega  dela  skupaj  z  možnostjo  preprostega  popravljanja  UI. 
Elementi za izdelavo UI (ang. widget) in orodja za urejanje teh so na voljo v razvejanem 
sistemu  modulov,  od  katerih  potrebne  uvozimo  na  začetku  kode  v  logičnem  delu 
aplikacije.  Podobno kot na primeru vnosnih naprav nam dedovanje lastnosti razredov v 
jeziku  Python  omogoča  razširjanje  nabora  možnosti.  Povezovanje  med  logičnim  in 
grafičnim delom aplikacije,  ki  se  lahko  nahajata  v  dveh različnih  datotekah,  poteka  z 
uporabo lastnosti (ang. properties); z njimi definiramo elemente v logičnem delu, nato se 
lahko nanje referiramo v grafičnem delu aplikacije.
Dogodki (ang.  events)  so pomemben del UI in definirajo njegovo obnašanje.  Dogodke 
lahko povežemo z elementi grafičnega vmesnika, animacijami, časovnikom ali lastnostmi. 
Tudi  upravljanje  vnosov  se  opravi  z  dogodki:  temu  namenjen  razred  vnosu  pripiše 
dogodek, ki po postprocesiranju v aplikaciji sproži neko dogajanje.
2.3.1.2 Pregled uporabljenih modulov
Modul  kivy.app  vsebuje  razred  App(),  iz  katerega  izpeljemo  osnovni  razred  za  našo 
aplikacijo.  Razred  App()  temelji  na  dogodku,  ki  se  sproži  ob zagonu aplikacije;  za  to 
poskrbi  metoda  run().  Metoda  build()  aplikacijo  spravi  v  delovanje,  ob  čemer  lahko 
poskrbi tudi za korenski element za izdelavo UI. Tako aplikacija ob zagonu vsebuje vse 
13
Teoretične osnove in pregled literature
potrebno za morebitno konfiguracijo z ločeno datoteko ali v ta namen ustvarjeno nadzorno 
ploščo in za ohranitev izvajanja [13].
Modul  kivy.core  določi  abstrakcijo  osnovnih dejanj,  kjer  v  večini  primerov ohranjamo 
privzete  nastavitve.  Ko  jih  v  redkih  primerih  želimo  spremeniti,  na  primer  nastavitve 
ozadja okna aplikacije ali dostopa do odložišča, posežemo po omenjenem modulu.
Modul kivy.uix vsebuje razrede za ustvarjanje in urejanje elementov za izdelavo UI. Te 
lahko razdelimo v več skupin.
‐ Klasični elementi UI so na primer gumbi, slike, drsniki, polja za vnos besedila in 
stikala. Možno jih je kombinirati.
‐ Razporeditve vplivajo na red podrejenih elementov v oknu aplikacije.
‐ Kompleksni elementi UI so na primer spustni seznami, pojavna okna, predvajalnik 
in virtualna tipkovnica. Sestavljeni so iz osnovnejših elementov in omogočajo nove 
funkcionalnosti v primerjavi s klasičnimi elementi.
‐ Vedenjski elementi določajo grafična navodila in stike podrejenih elementov.
‐ Upravitelj zaslona upravlja okna in prehode med njimi.
Modul kivy.properties uvede različne razrede, ki do neke mere nadomestijo funkcionalnost 
prvotnih  lastnosti  iz  jezika  Python.  Glavni  prednosti  sta  lažje  preverjanje  ustreznosti 
vrednosti, pripisanih neki lastnosti, in vezava dogodkov na spremembo vrednosti lastnosti. 
V prvem primeru je olajšan nadzor nad napakami, ki se lahko pojavijo med izvajanjem 
aplikacije. V drugem primeru lahko na določeno lastnost vežemo funkcijo, ki se izvede ob 
spremembi vrednosti lastnosti.
2.3.2 Možnosti serijske komunikacije med jezikom Python in ploščo 
Arduino
V jeziku Python napisan modul serial znotraj knjižnice pySerial ureja dostop do vrat za 
serijsko komunikacijo in je primeren za veliko različnih operacijskih sistemov; knjižnica 
na  vseh temelji  na istem razredu,  modul  pa samodejno prepozna operacijski  sistem in 
ustrezno deluje. Prenos poteka izključno v binarni obliki, možen je tudi način delovanja s 
časovno omejitvijo prejemanja. Za pisanje in branje podatkov uporabljamo metodi write() 
in read() [14].
Bridge je aplikacija v jeziku Python, narejena za komunikacijo s ploščo Arduino preko 
knjižnice pySerial.  Aplikacija nadomesti  privzeto okno za serijsko komunikacijo v IDE 
Arduino in vpelje posebno ukazno vrstico, ki olajša sočasno komunikacijo tudi z drugimi 
aplikacijami.  Uporaba  posebnega  skripta  omogoča  tudi  samostojno  uporabo (brez  IDE 
Arduino),  pri  čemer lahko služi  kot  osnova za razvoj kompleksnejših aplikacij.  Bridge 
preizkušeno deluje le na operacijskem sistemu Linux, zahteva tudi namestitev nekaterih 
drugih modulov [15].
Instrumentino je modularni grafični UI v jezikih Python in C za kompleksnejše naprave, 
temelječe  na  plošči  Arduino.  Omogoča  razvoj  programov  z  določeno  stopnjo 
avtomatizacije  za  osebne  računalnike,  preko  katerih  krmilimo  ploščo  Arduino,  in  je 
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primeren  tudi  za  sprotno  obdelavo  zajetih  podatkov.  Deluje  na  različnih  operacijskih 
sistemih [16].
Knjižnica pyFirmata uvede vmesnik v jeziku Python za protokol Firmata in temelji  na 
knjižnici pySerial. Protokol Firmata je namenjen komunikaciji med programsko opremo na 
računalnikih  ali  drugih  napravah  in  katerimikoli  mikrokrmilniki,  najpogostejša  pa  je 
uporaba s ploščami Arduino [17].
Preprost  program  arduinoserial.py  je  namenjen  serijskemu  komuniciranju  s  ploščo 
Arduino.  Temelji  izključno  na  standardnih  modulih  jezika  Python,  torej  uporaba  ni 
omejena na določeno uporabniško konfiguracijo. Program se uporablja ali preko ukazne 
vrstice ali z uvozom modula arduinoserial [18].
PyCmdMessenger() je razred v jeziku Python za serijsko komunikacijo s ploščo Arduino. 
Temelji na knjižnicah pySerial in CmdMessenger. Slednja je prav tako namenjena serijski 
komunikaciji. Uporaba razreda PyCmdMessenger() je močno vezana na strukturo skice v 
IDE Arduino  in  upošteva  poimenovanje  in  podatkovne  tipe,  kot  so  navedeni  v  skici. 
Posledično  ob  pošiljanju  in  prejemanju  podatke  samodejno  pretvarja  v  ustrezen  tip, 




Zastavljen  testni  sistem  ima  namen  prikazati  uporabo  plošče  Arduino  in  aplikacije  v 
knjižnici Kivy za krmiljenje izbranega koračnega motorja. Potrebno je bilo razviti kodo v 
IDE Arduino, ki je uporabljena na plošči Arduino Uno, in aplikacijo v knjižnici Kivy, ki je 
uporabljena na računalniku Raspberry Pi. Skupaj z ustreznim gonilnikom in napajalnikom 
je bilo potrebno vse komponente povezati in preizkusiti delovanje testnega sistema.
3.1 Postavitev sistema
Za testni sistem so uporabljene naslednje komponente:
‐ koračni motor ASTROSYN (tip 23LM-C720-02, preglednica 3.1),
‐ gonilnik MSE-A100 s H-mostičem L293B,
‐ plošča Arduino Uno,
‐ USB
‐ računalnik Raspberry Pi,
‐ napajalnik,
‐ bakrene žice.
Preglednica 3.1: Pomeni in vrednosti tipskih oznak koračnega motorja ASTROSYN
Oznaka Pomen Vrednost
23 Zunanji premer motorja v 
desetinkah palca
2,3 palca ≈ 50,8 mm
L Tip Precizni hibridni motor
M Kot koraka v kotnih stopinjah 1,8°
C Tip konstrukcije motorja 2- in 4-fazni hibridni motor
7 Razred dolžine motorja 7
20 Število različnih navitij 20
02 Različica motorja Standardna različica
Metodologija raziskave
Slika 3.1 prikazuje blokovno shemo testnega sistema. Med računalnikom Raspberry Pi in 
ploščo Arduino Uno je USB, preko katerega poteka serijska komunikacija. Arduino Uno s 
spreminjanjem  napetosti na kontaktih  krmili  gonilnik,  ki  z  električnim tokom naelektri 
navitja v koračnem motorju.
Slika 3.1: Blokovna shema testnega sistema
Slika 3.2 prikazuje postavljen testni sistem. Iz plošče Arduino Uno izhaja USB in vodi do 
računalnika  Raspberry  Pi.  Štiri  žice  od kontaktov,  označenih  s  števili  8,  9,  10,  11,  so 
napeljane do kontaktov na gonilniku, označenih z »E1«, »E2«, »E3«, »E4«. Te žice imajo 
vlogo prenašanja napetostnih signalov. Peta žica od kontakta na Arduino Uno, označenega 
s »5V«, posreduje referenčno vrednost U = 5 V do kontakta na gonilniku, označenega s 
»+5V«. Od kontaktov na gonilniku, označenih s »S1«, »S2«, »S3«, »S4«, so žice napeljane 
do koračnega motorja. Ker ima motor štiri izhajajoče žice, je bipolarni, zato ima gonilnik 
nameščena dva H-mostiča.  Z njima gonilnik dovede  električni tok v navitja  v motorju. 
Potreben  tok za  pogon  motorja  priskrbi  napajalnik,  priključen  na  vrata  na  gonilniku, 
označena z »+VM« in »GND«.
Slika 3.2: Slika testnega sistema
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Slika  3.3 prikazuje shemo vezave testnega sistema, kjer so na komponentah označeni le 
tisti kontakti, ki so v sistemu uporabljeni.
 
Slika 3.3: Shema vezave testnega sistema
3.2 Razvoj kode za ploščo Arduino
V skico za Arduino Uno (priloga A) je vključena knjižnica Stepper. Spremenljivki »hitr« 
in  »kor«  sta  definirani  na  začetku  le  enkrat  kot  globalni  spremenljivki.  Spremenljivka 
»hitr«  je  podatkovnega  tipa  »float«  in  je  uporabljena  za  vrednost  hitrosti  vrtenja. 
Spremenljivka »kor« je podatkovnega tipa »int« in je uporabljena za število korakov v 
obratu.
V funkciji void() je s funkcijo Serial.begin() določena hitrost serijske komunikacije, ki se 
mora skladati s tisto na strani aplikacije, na 9600 bit/s. To je ena od standardnih vrednosti 
in je dovolj za naše potrebe.
V funkciji loop() je v zanki »if« izvedena serijska komunikacija. Kot prikazuje slika 3.4, v 
zanki  »switch … case« s spremenljivko »ukaz« podatkovnega tipa »char« preverjamo, 
katera vrednost je poslana preko serijske komunikacije: z »v« se začne vrednost za hitrost 
vrtenja, s »k« pa vrednost za število korakov v obratu. Krmiljenje s knjižnico Stepper je 
vključeno kar v omenjeno zanko, omogoča pa način vrtenja motorja s celim korakom. Pred 
začetkom vrtenja s funkcijo Stepper.step() je preverjena velikost hitrosti vrtenja v; s tem se 




Slika 3.4: Zanka »switch … case«
3.3 Razvoj kode za aplikacijo
3.3.1 Koda za logični del aplikacije
V logičnem delu kode (priloga B) so najprej uvoženi vsi uporabljeni moduli. To so opisani 
moduli iz knjižnice Kivy in modul os, za izvedbo serijske komunikacije pa je bil izbran 
modul serial. Izbor je bil opravljen na podlagi možnosti preproste vgraditve v zamišljeno 
aplikacijo,  poleg tega večina ostalih možnosti  na tak ali drugačen način vsebuje modul 
serial. Poleg tega so nekatere rešitve samostojne aplikacije in za konkretni primer sploh ne 
pridejo v poštev.
Razred  Glavni()  deduje  razred  FloatLayout()  iz  knjižnice  Kivy  in  določa  glavno 
porazdelitev  elementov  UI.  V njem sta  kot  lastnosti  StringProperty()  določena  atributa 
»skript_pot« in »tekst«, zaradi česar se lahko referiramo nanju iz grafičnega dela kode. Z 
modulom serial je zagnana serijska komunikacija. Za tem je definirana metoda serkom(), s 
katero vrtilno hitrost in število korakov v obratu zapišemo v serijsko komunikacijo. Pri tem 
sta  vključena  tudi  črkovna  ukaza,  po  katerih  Arduino  Uno  prepozna,  katera  številska 
vrednost pripada kateremu parametru. Če želimo v = 30 vrt/s in obrat za 10 korakov, bo s 
funkcijo serkom() poslana sledeča vrednost: v30k10.
Razred  KrmiljenjeKMApp()  deduje  razred  App()  iz  knjižnice  Kivy  in  atributoma 
»skript_pot« in »tekst« določi  vrednosti.  Atribut »skript_pot« vsebuje pot do mape, od 
koder se izvaja aplikacija. Atribut »tekst« vsebuje besedilo iz datoteke »tekst«, ki se bo 
izpisalo v aplikaciji.
3.3.2 Koda za grafični del aplikacije
Grafični  del kode (priloga C) razdeli  UI na šest  elementov razreda BoyLayout(),  ki  so 
vertikalno razporejeni. V drugem in četrtem elementu so drsnik, gumb in polje za vnos, 
ostali štirje služijo ohranjanju razmika med elementi. Drsnik je v četrtem elementu razreda 
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BoxLayout(). Narejen je z razredom Slider(). V aplikaciji omogoča izbiro števila korakov 
v obratu v razponu vrednosti  od 1 do 200. Kurzor za drsnik je prilagojen,  z atributom 
»cursor_image«  je  uporabljena  datoteka  »kurzor.jpg«.  V  drugem  elementu  razreda 
BoxLayout() je polje za vnos vrtilne hitrosti. Ob polju je gumb, s katerim potrdimo vneseni 
vrednosti.
Kot prikazuje slika  3.5, se metodo serkom() z uporabo metode on_press() veže na klik 
gumba za potrditev  (ta  metoda mora biti  zapisana kot  root.serkom(),  saj  se  referira  na 
metodo,  definirano  v  logičnem delu  aplikacije).  Argumenta  »t1.text«  in  »s1.value«  se 
nanašata na vrednosti polja z besedilom oziroma drsnika. Referenčni imeni »t1« oziroma 
»s1«, s katerima je omogočeno referiranje na omenjeni vrednosti po celotni datoteki, sta 
določeni z metodo id().
Slika 3.5: Koda, nanašajoča se na gumb za potrditev
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4 Rezultati
Sestavljeni  testni  sistem  deluje  po  pričakovanjih.  Delovanje  je  bilo  preverjeno  na  tri 
načine.
‐ Na serijskem vmesniku v IDE Arduino so se izpisovali ukazi, poslani z računalnika 
ob  kliku  na  gumb  za  potrditev  v  aplikaciji.  S  tem  je  bilo  potrjeno  delovanje 
aplikacije in serijske komunikacije.
‐ Z  multimetrom  so  bile  izmerjene  spremembe  napetosti  na  ustreznih  kontaktih 
plošče. S tem je bilo potrjeno delovanje kode za ploščo Arduino Uno in ustreznost 
knjižnice Stepper za izbrano nalogo.
‐ Po končani vezavi vseh elementov je gonilnik na podlagi signalov, poslanih s strani 
Arduino  Uno,  v  pravilnem  zaporedju  z  električnim  tokom  naelektril  navitja  v 
koračnem  motorju.  Z  opazovanjem  je  bilo  potrjeno  vrtenje  motorja  z  ustrezno 
vrtilno hitrostjo, obrat pa je bil sestavljen iz ustreznega števila korakov.
Aplikacija se pravilno zažene, elementi UI se pravilno procesirajo in prikažejo na zaslonu 
(slika  4.1). Deluje gladko, tekom uporabe in preizkušanja različnih scenarijev (vnašanje 
napačnih vrednosti v polje za vnos, klikanje gumba za potrditev brez vnosa vrednosti …) 
ni prišlo do napak, ki bi povzročile prekinitev delovanja aplikacije.
Slika 4.1: Uporabniški vmesnik aplikacije
5 Diskusija
Z delujočim testnim sistemom je dosežen osnovni cilj naloge, to je primer sočasne uporabe 
plošče Arduino in jezika  Python za krmiljenje  koračnega motorja.  Razvoj skice v IDE 
Arduino je bil  precej trivialen,  saj  za projekt Arduino obstaja velika baza znanja,  ki je 
urejena pregledno in primerna za vse stopnje izkušenosti.  Poleg tega je na voljo precej 
pripravljenih primerov krmiljenja že v samem IDE Arduino. Razvoj kode v knjižnici Kivy 
je bil težji, krivulja učenja je strma. Dokumentacija je obsežna in ne omogoča preprostih 
začetnih  korakov.  Poleg  tega  ni  bilo  mogoče  najti  nobenega  primera  implementacije 
serijske komunikacije med ploščo Arduino in računalnikom preko aplikacije v knjižnici 
Kivy; za to nalogo je bilo potrebno razviti  lasten koncept.  Temu navkljub sta videz in 
delovanje aplikacije zadovoljiva, uporaba jezika Python pa omogoča razširitev možnosti, 
ki jih aplikacija ponuja. Vseeno se za tovrstne naloge splača dodatno preizkusiti obstoječe 
rešitve, prav tako narejene v jeziku Python.
6 Zaključki
Zasnovani testni sistem vključuje koračni motor in ustrezni gonilnik. Motor je krmiljen s 
ploščo  Arduino  Uno,  parametri  vrtenja  so  preko  serijske  komunikacije  posredovani  z 
računalnika. Na tem sistemu je bilo preizkušeno delovanje krmilne kode za ploščo Arduino 
Uno in delovanje aplikacije, razvite v knjižnici Kivy za programski jezik Python. 
1) Na podlagi opazovanja delovanja sistema je mogoče skleniti,  da vrtilna hitrost  in 
število korakov v obratu koračnega motorja ustrezata parametrom, nastavljenim na 
računalniku. Sistem torej ustrezno deluje.
2) Razvoj  skice  v  IDE Arduino  za  ploščo  Arduino  Uno  je  bil  preprost,  proces  sta 
olajšala dva glavna dejavnika: dostopni izobraževalni viri in pripravljeni primeri.
3) Razvoj aplikacije v knjižnici Kivy za programski jezik Python je bil težji, saj ima 
učenje delovanja aplikacij v knjižnici Kivy strmo krivuljo učenja. Potrebno je tudi 
globlje poznavanje delovanja jezika Python.
Delo  predstavlja  osnovo  za  nadaljnjo  pripravo  aplikacij  za  krmiljenje  ne  le  koračnih 
motorjev,  pač  pa  raznovrstnih  preizkuševališč  in  ostalih  mehanizmov.  Pri  tem so  bile 
preizkušene različne možnosti izvedbe serijske komunikacije, s čimer bo v prihodnje lažje 
izdelati koncept krmiljenja.
Predlogi za nadaljnje delo
Nadaljevanje dela lahko poteka na dveh področjih.  Prvič,  aplikacijo se lahko razširi  za 
uporabo na kompleksnejših sistemih. Pri tem je potrebno nadgraditi tudi skico za ploščo 
Arduino Uno, glede na nove zahteve pa bi bilo potrebno razmisliti tudi o ustreznosti same 
plošče. Z razvojem kode za zahtevnejše operacije več pozornosti zahteva tudi optimizacija. 
Drugič, na narejenem sistemu se aplikacijo lahko razširi z novimi zmogljivostmi. Ponujala 
bi  lahko  na  primer  konfiguracijo  serijskega  vhoda  in  grafično  prikazovanje  položaja 
koračnega motorja.  Zaradi  izpostavljenih slabosti  samostojnega razvoja  aplikacije  pa je 
vredno preizkusiti tudi ostale obravnavane možnosti.
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float hitr = 0.;
int kor = 10;





  if (Serial.available()) {
    char ukaz = Serial.read();
    switch(ukaz) {
      case 'v':
        hitr = Serial.parseFloat();
        stepper.setSpeed(hitr);
      break;
      case 'k':
        kor = Serial.parseInt();
        if (hitr > 0.1) {
          stepper.step(kor);
        }
      break;




from kivy.app import App
from kivy.core.window import Window
from kivy.uix.floatlayout import FloatLayout




    skript_pot = StringProperty()
    tekst = StringProperty()
    ser = serial.Serial('/dev/ttyUSB0', 9600)
    def serkom(self, hitr, kor):
        self.ser.write(b'v' + str(hitr) + b'k' + str(kor))
class KrmiljenjeKMApp(App):
    Glavni.skript_pot = os.getcwd()
    with open(Glavni.skript_pot + '/tekst', mode='r') as data:
        Glavni.tekst = data.read()
    def build(self):
        return Glavni()
Window.clearcolor = (.9, .9, .9, 1.)
if __name__ == '__main__':




    BoxLayout:
        orientation: 'vertical'
        padding: self.width / 5
        
        BoxLayout:
        
        BoxLayout:
            spacing: 50
            size_hint_y: None
            size_y: '50dp'
            
            Label:
                text: 'Hitrost [vrt/min]'
                font_size: 20
                color: 0, 0, 0, 1
                size_hint_x: None
                width: '95dp'
                
            TextInput:
                id: t1
                multiline: False
                font_size: 20
                input_filter: 'float'
            Button:
                text: 'Potrdi'
                font_size: 20
                background_normal: ''
                background_color: .9, 0, 0, 1
                on_press: root.serkom(t1.text, s1.value)
            
        BoxLayout:
        
        BoxLayout:
            spacing: 50
            size_hint_y: None
            size_y: '50dp'
            
            Label:
                text: 'Korakov:'
                font_size: 20
                color: 0, 0, 0, 1
                size_hint_x: None
Priloga C
                width: '30dp'
                
            Label:
                text: '{}'.format(int(s1.value))
                font_size: 20
                color: 0, 0, 0, 1
                size_hint_x: None
                width: '30dp'
                
            Slider:
                id: s1
                min: 1
                max: 200
                value: 10
                step: 1
                cursor_image: root.skript_pot + '/kurzor.jpg'
        
        BoxLayout:
        BoxLayout:
            Label:
                text: root.tekst
                font_size: 10
                color: 0, 0, 0, 1
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