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Capitolo 1
Introduzione
1.1 – Reti di sensori
Le  reti  di  sensori  sono  una  delle  applicazioni  chiave  delle  moderne  tecnologie
dell'informazione e della comunicazione. 
La  loro  crescente  importanza  deriva  dalla  sempre  maggiore  richiesta  di  informazioni
sull'ambiente in cui viviamo o lavoriamo, ma anche su noi stessi. Molteplici sono infatti le
possibilità e le prospettive offerte da un sistema in grado di rilevare dati tramite sensori, di
elaborarli e trasmetterli altrove perché possano essere immagazzinati, rielaborati e utilizzati.
Le  parole  chiave  di  questa  tecnologia  sono  tradizionalmente  due:  rilevazione e
comunicazione.  In  un  approccio  più  completo  e  più  esaustivo,  tuttavia,  non  possiamo
tralasciare l'uso dei dati: nessuna informazione è fine a se stessa. Questo significa che non è
sufficiente ridurre una rete di sensori ad un grosso organo informativo, deputato solamente
alla raccolta di dati sull'ambiente o sugli individui, tralasciando la potenzialità della rete di
agire sul sistema stesso, anche in base alle informazioni che è in grado di rilevare. 
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Per maggiore completezza dovremmo quindi parlare di reti di sensori e attuatori, e introdurre
la terza parola chiave: azione. Sulla base dei principi di rilevazione, comunicazione e azione è
possibile  descrivere  tutta  una  serie  di  problematiche  di  tecnologia,  topologia,  gerarchia  e
sicurezza che portano a inserire il concetto di rete in un vasto campo di applicazioni orientate
alla gestione degli ambienti dove l'uomo vive e lavora. La disciplina che si occupa di questo è
la Domotica.
1.1.1 Le reti WPAN
Scendendo leggermente nel dettaglio di questo lavoro di tesi, oggetto della nostra attenzione è
un particolare tipo di rete di sensori/attuatori: la WPAN, Wireless Personal Area Network.
È immediato focalizzarsi sul giusto obiettivo anche solo osservando la semplice sigla che
abbiamo citato: le reti cui faremo riferimento saranno composte da un insieme di dispositivi,
detti  “nodi”,  in  grado  di  comunicare  tra  loro  senza  fili;  la  rete  da  essi  costituita  avrà
un'estensione geografica, cioè un area, limitata nello spazio alle dimensioni dell'ambiente di
vita o lavoro di un numero ristretto di persone.
Queste indicazioni generiche, che saranno ulteriormente approfondite nei paragrafi successivi,
differenziano già queste  particolari  reti  dalle  più conosciute reti  globali  (basti  pensare  ad
Internet) e locali (come le LAN diffuse negli uffici): nel nostro caso gli aspetti fondamentali
sono quelli legati alla densità dei nodi nel limitato ambiente di interesse, in modo da poter
rilevare un numero considerevole di grandezze fisiche diverse, e alla capacità di comunicare
in maniera efficace ed affidabile senza fili.
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1.2 – Presentazione del sistema Home
Oggetto di questa tesi è una particolare rete di sensori, pensata in un contesto domestico come
sistema  di  monitoraggio  dell'abitazione  basato  sullo  standard  WPAN chiamato  ZigBee.  Il
sistema e' sviluppato dall'azienda spin-off dell'Università di Pisa denominata Quantavis S.r.l.
in collaborazione con l'Università stessa, ed è provvisoriamente chiamato, in questa fase di
sviluppo, Home.
Questo sistema di allarme è pensato per essere in grado di rilevare la presenza di chi abita nei
vari  ambienti,  eventuali  intrusioni  indesiderate,  alcune  variabili  d'ambiente  quali  la
temperatura, e rendere disponibile questa informazione all'esterno tramite una interfaccia web.
La rete è quindi composta da (Figura 1.1):
• più nodi  sensore,  in numero anche considerevole,  in grado di rilevare l'apertura di
porte o finestre, la temperatura negli ambienti, e la presenza di individui all'interno
dell'ambiente domestico, trasmettendo i dati relativi;
• un unico nodo coordinatore, così chiamato in quanto deve gestire (coordinare) la rete
di  tutto  l'edificio,  essendo deputato  principalmente  alla  raccolta  dei  dati  e  al  loro
instradamento verso l'esterno della rete;
• eventuali nodi router, delegati allo scopo di estendere la copertura della rete, qualora le
dimensioni dell'edificio in oggetto o la sua conformazione siano tali da non permettere
al  collegamento  wireless  del  coordinatore  di  raggiungere  tutti  i  nodi  sensore  (per
esempio per l'ostacolo di muri o distanze eccessive);
• un gateway, che permetta l'instradamento dei dati dal coordinatore alla rete Internet;
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• un server, geograficamente localizzato anche molto lontano dall'edificio di cui sopra,
in grado di immagazzinare e rendere sempre disponibili le informazioni ricevute
• una interfaccia web, che presenti all'utente finale i dati nel formato più leggibile ed
utile
Figura 1.1 – Il sistema Home
Il  lavoro  oggetto  di  questo elaborato è  stato  indirizzato verso tutti  gli  aspetti  hardware  e
software inerenti la realizzazione dei nodi sensore, coordinatore e router. Saranno comunque
presenti  cenni  ad  alcuni  aspetti  legati  all'interfaccia  finale  per  l'utente,  per  una  maggiore
completezza informativa.
Il sistema di allarme può essere visto come un sottoinsieme delle possibilità offerte da una
infrastruttura  come  quella  appena  presentata,  in  un  ventaglio  più  ampio  di  applicazioni
domestiche (o, come detto, più propriamente domotiche) di cui è possibile farsi un'idea con la
figura seguente (Figura 1.2):
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Figura 1.2 – Panoramica sulle possibilità offerte da un'infrastruttura domotica
1.2.1 – ZigBee: perché uno standard di rete
La rete oggetto di questa tesi è basata sullo standard di rete ZigBee. Tralasciando al momento
i dettagli di questo protocollo, descritti a partire dal capitolo successivo, è interessante chiarire
subito il suo ruolo e la sua importanza nel nostro sistema.
Per implementare una rete di sensori sono indispensabili tre elementi: dispositivi hardware
capaci  di  trasdurre  grandezze  fisiche  in  grandezze  elettriche,  atte  ad  essere  elaborate  da
sistemi  elettronici,  dispositivi  capaci  di  trasmettere  e  ricevere  questi  dati  e,  non  meno
importante, un insieme di regole, convenzioni e meccanismi software deputati alla gestione
del funzionamento e della comunicazione della rete stessa. 
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Volendo realizzare una sistema come quello di nostro interesse, il primo approccio potrebbe
essere quello di sviluppare tutti gli elementi appena citati: progettare e disegnare le schede
contenenti i sensori ed i ricetrasmettitori, definire e tradurre in un codice macchina le regole
di gestione della rete. Questo modus operandi porta con se gli inevitabili svantaggi di tutte le
tecnologie  proprietarie, che comportano  elevati investimenti di sviluppo iniziali,  completa
responsabilità e rischio rispetto al consumatore e scarsa interoperabilità delle infrastrutture
realizzate  con  dispositivi  di  altri  produttori,  con  conseguenti  limitazioni  del  mercato  di
destinazione dei proprio prodotti.
Una scelta diversa è possibile per la presenza di standard che si siano già occupati di definire,
raccogliere e codificare un insieme di scelte implementative volte a regolamentare la logica di
gestione  della  rete  ed  al  software  necessario.  In  pratica  l'opportunità  di  aderire  ad  uno
standard di rete, ove questo esista, libera chi desidera cimentarsi nell'implementazione di un
proprio specifico tipo di rete da gran parte dello sforzo che non è strettamente legato alla
particolare  applicazione,  non  costituendo  quindi  valore  aggiunto  verso  lo  specifico
consumatore.  Questo  gli  consente  di  dedicarsi  principalmente  all'aspetto  più  strettamente
legato  alle  peculiarità  hardware  che  gli  sono  necessarie  ed  alla  personalizzazione
dell'applicazione software solo al livello più alto, più vicino, quindi più percepibile, all'utente
finale, come chiarisce la figura seguente (Figura 1.3):
Figura 1.3 – Paradigma della tecnologia proprietaria e di quella standard
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1.2.2 – Opportunità offerte dall'interfaccia web
Elemento  di  innovazione di  questo  particolare  lavoro  è  costituito  dall'instradamento  delle
informazioni provenienti dalla rete di sensori verso un sistema esterno alla rete stessa, con la
loro presentazione finale tramite una già citata interfaccia web.
Oltre all'evidente giustificazione di garantire una tempestiva disponibilità dell'informazione di
allarme  presso  il  diretto  interessato,  ovunque  si  trovi,  questa  scelta  implementativa  offre
anche una serie di vantaggi di ordine superiore:
• permette un grado di sicurezza maggiore rispetto a quello di un sistema “isolato” (a
patto di disporre di una comunicazione sicura), in quanto distribuisce geograficamente
le  risorse  e  le  funzionalità  del  sistema  di  allarme,  rendendo  più  difficile  per  un
malintenzionato agire contemporaneamente su tali risorse
• consente  una  certa  robustezza  della  rete  nei  confronti  dei  guasti  dei  singoli  nodi,
potendo disporre di informazioni di backup di ogni singolo dispositivo della rete su un
server  separato,  sicuro  e  gestito  presumibilmente  da  un  ente  con  capacità  di
manutenzione migliori di quelle dell'utente medio
• in fase di installazione e configurazione della rete,  offre un interfaccia accessibile,
semplice ed a basso costo a disposizione dell'utente stesso, sostituendo l'alternativa di
strumenti dedicati, che poi resterebbero inutilizzati per il resto della vita utile della
rete, o di installazioni da parte di tecnici specializzati, che comporterebbero un costo a
carico del consumatore.
7
1.3 – Lo status quo e il modus operandi
Per  il  sistema  Home è  stato  scelto  il  protocollo  di  rete  ZigBee,  in  particolare  nella  sua
implementazione del produttore statunitense di componenti e circuiti Freescale. 
Freescale mette a disposizione svariate soluzioni hardware già pronte sotto forma di  kit di
sviluppo,  composti  da  un  certo  numero  di  schede  diverse  per  funzionalità,  dimensioni  e
consumi,  ma  anche  soluzioni  pensate  per  la  realizzazione  della  propria  scheda  custom,
costituite da famiglie di chip contenenti le risorse hardware necessarie alla ricetrasmissione e
all'elaborazione dei dati tipici dello standard ZigBee. 
Inoltre lo stesso produttore ha sviluppato gli strumenti software necessari a programmare e
gestire  i  propri  prodotti  e  un  codice  firmware denominato  BeeStack che  rappresenta  la
propria implementazione del protocollo ZigBee. 
Tralasciando i dettagli di queste tecnologie, oggetto dei capitoli successivi, e ricordando che
l'obiettivo  di  questo  elaborato  è  quello  di  giungere  alla  progettazione,  realizzazione  e
programmazione  di  specifiche  schede  custom con  un  un  firmware  personalizzato  per
l'applicazione specifica, è possibile riassumere l'approccio seguito in tre fasi:
• progettazione delle schede custom in base alle proprie specifiche
• modifica  del  firmware  BeeStack  per  adattarlo  alle  proprie  esigenze,  testandone  il
funzionamento  su  di  un  kit  di  sviluppo compatibile  già  esistente,  opportunamente
interfacciato con gli specifici sensori
• porting del codice firmware realizzato sulle proprie schede custom
Questo modus operandi offre alcune garanzie per limitare i margini di errore nelle varie fasi:
concentra  infatti  lo  sviluppo del  software  su di  un hardware  collaudato  da un produttore
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affidabile  in  una  prima  fase,  permettendo  di  disporre,  quindi,  di  un  firmware  già
sufficientemente  affidabile  quando  sia  necessario  affrontare  le  inevitabili  problematiche
inerenti il funzionamento di una scheda progettata interamente ex-novo.
Un altro vantaggio, dovuto alla presenza di kit di sviluppo sviluppati e testati da Freescale, è
quello che permette di trarre spunto dalle soluzioni circuitali o di layout adottate e consigliate
dal produttore stesso per la propria fase di progettazione hardware, sfruttando quindi parte del
know-how esistente ed evitando di “reinventare la ruota” qualora si disponga di soluzioni già
testate.
Un approccio così differenziato, inoltre, consente di distribuire e differenziare il lavoro nel
tempo  in  modo  da  minimizzare  i  tempi  morti,  quali  sarebbero  stati,  per  esempio,  quelli
durante la stampa e l'assemblaggio delle schede custom da parte di ditte esterne.
Il  lavoro  è  completato,  infine,  dalla  realizzazione  di  una  seconda  versione  delle  schede
hardware, figlie dell'esperienza accumulata nella personalizzazione del codice sorgente per i
propri scopi e della valutazione critica delle soluzioni scelte, realizzate e testate sulla prima
generazione di schede.
1.4 – Presentazione dei capitoli
In questo capitolo abbiamo introdotto il problema oggetto dell'elaborato, la realizzazione di
una particolare rete di sensori,  descritto a grandi linee la soluzione adottata per il sistema
Home,  e  motivato le  prime vincolanti  scelte  operate in merito all'adozione dello standard
ZigBee e al modus operandi.
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Nel capitolo 2 presenteremo gli aspetti generali, commerciali e storici del protocollo ZigBee,
addentrandoci in parte nella sua descrizione dettagliata a proposito dei quattro layer inferiori
di questo stack, evidenziandone alcuni aspetti chiave, utili per comprendere le problematiche
di progettazione hardware.
Nel capitolo  3 descriveremo nel dettaglio le soluzioni ZigBee Freescale adottate nel nostro
sistema, soffermandoci sulle peculiarità del  chip MC13224 che sarà utilizzato in modo da
fornire le conoscenze e gli strumenti per capirne il funzionamento. Sarà inoltre descritto il kit
di sviluppo 1322x e l'ambiente software necessario ad ogni fase dello sviluppo della propria
applicazione.
Il capitolo  4 concerne la progettazione delle schede  custom: presenta inizialmente la scelta
critica dei sensori adottati, quindi descrive la prima scheda realizzata, denominata SensorTest,
con i risultati dei relativi test, grazie ai quali è stato possibile scegliere alcune delle soluzioni
progettuali della prima versione della scheda  SensorBoarD. Il capitolo comprende quindi la
descrizione della scheda progettata e della sua evoluzione nella seconda versione.
Nel capitolo 5 saranno presentati nel dettaglio tutti gli aspetti del protocollo ZigBee del livello
Application,  facendo  forte  riferimento  all'implementazione  dello  stesso  nel  BeeStack  di
Freescale, in quanto questa parte del software è, come precedentemente accennato, quella in
cui si  concentra maggiormente il  valore aggiunto del  sistema di  fronte all'utente finale e,
quindi, quella che compete i maggiori sforzi di realizzazione del firmware, di cui al capitolo
immediatamente successivo.
Il capitolo 6 espone tutte le scelte e le soluzioni adottate per realizzare l'applicazione software,
presentando le implementazioni nel codice firmware delle strutture dati e dei meccanismi,
compatibili con il  layer dello standard ZigBee appena approfondito, in grado di sfruttare le
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funzionalità  del  chip  prescelto.  Viene  inoltre  presentato  un  ambiente  software  Freescale
denominato ZTC, particolarmente utile per testare il codice realizzato e che si rivelerà fonte di
ispirazione nella definizione in diversi aspetti del  sistema Home. Sono, infine, presentati i
risultati del testing del firmware realizzato in merito alla funzionalità globale della rete.
Questo permette una valutazione degli aspetti critici e delle opportunità di sviluppo futuro che
saranno oggetto delle capitolo 7.
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Capitolo 2
Presentazione dello standard ZigBee
2.1 - Definizione
Il protocollo ZigBee consiste in una raccolta strutturata di convenzioni volte a definire  regole
e meccanismi standardizzati in grado di costituire una rete wireless  e gestirne il traffico di
informazioni.
Per  definizione  dei  sui  stessi  ideatori,  lo  standard  ZigBee  viene  presentato  come  “uno
standard di comunicazione wireless bidirezionale a bassissimo costo e bassissimi consumi”
[R0],  sviluppato  per  essere  integrato  “nell'elettronica  di  consumo,  nell'automazione  di
abitazioni ed edifici, nel controllo industriale, nelle periferiche per PC, nelle applicazioni
mediche e nei giocattoli” [R0].
2.1.1 - Applicazioni
Le applicazioni per le quali sono pensate le reti basate su questo standard sono principalmente
sistemi di  monitoraggio e controllo,  costituiti  da sensori  ed attuatori, il  cui  ruolo varia  in
funzione dello specifico tipo di  installazione in un ventaglio di  possibilità che può essere
esteso rispetto a quello presentato in [R0] come segue (Figura 2.1):
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Figura 2.1 – Panoramica di possibili applicazioni delle reti ZigBee [R1]
2.1.2 – Caratteristiche di base
Facendo riferimento alle applicazioni illustrate in Fig. 2.1 sopra è possibile individuare alcune
caratteristiche comuni delle particolare reti wireless per cui è pensato lo standard ZigBee:
• non è necessario trasferire grandi quantità di dati, né trasferire dati frequentemente;
• il  numero  di  nodi  presenti  all'interno  di  una  singola  rete  può  essere  significativo,
nell'ordine delle centinaia;
• non tutti i nodi della rete possono essere alimentati dalla rete elettrica: al contrario, la
maggior parte dei nodi dovrà essere alimentata a batteria, per consentire l'installazione
anche  in  luoghi  in  cui  l'alimentazione  di  rete  non  sia  disponibile  o  su  oggetti  o
individui in movimento;
• la  durata  delle  batterie  deve  essere  tale  da  permettere  un  uso  prolungato,  anche
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dell'ordine dei  mesi o degli  anni,  prima della sostituzione delle batterie stesse,  per
ragioni di comodità d'uso e manutenzione;
• le distanze tra i nodi possono essere considerevoli (per una rete WPAN), dell'ordine di
decine di metri;
• è  necessario  disporre  di  un  livello  adeguato  di  sicurezza  nel  trasferimento  delle
informazioni.
Lo standard ZigBee è stato appositamente sviluppato per venire incontro a queste particolari
necessità.
Si  intuisce quindi l'importanza delle  caratteristiche di  basso costo (del singolo nodo e,  di
conseguenza, dell'intera rete), per mantenere conveniente l'adozione di reti basate su questo
standard anche in applicazioni che richiedono la presenza di un numero elevato di nodi, e di
bassi consumi su cui pone l'accento la stessa definizione di [R0].
L'aspetto legato al basso data-rate garantisce un certo grado di libertà da sfruttare per venire
incontro alle specifiche chiave di cui sopra, permettendo da un lato l'utilizzo di tecniche di
trasmissione  semplici  in  grado  di  contenere  il  costo  dei  componenti  dedicati  alla
comunicazione, dall'altro l'implementazione di tecniche per limitare il numero di trasmissioni,
e di conseguenza i consumi, allo stretto necessario.
La necessità di un adeguato livello di sicurezza è evidente quando si fa riferimento a sistemi
di allarme, sia anti-intrusione sia di segnalazione di guasti o incidenti,  e a sistemi di controllo
industriale, ma può essere generalizzata nel contesto di una rete come la richiesta di una serie
di metodi per “regolamentare” l'accesso di ogni singolo nodo alla rete stessa e per garantire la
sicurezza delle informazioni trasmesse.
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2.2 – ZigBee Alliance
Partendo da queste specifiche ed idee di base, lo standard ZigBee è stato ideato e sviluppato
da  un  consorzio  no-profit di  aziende
appositamente costituitosi con il nome di
ZigBee Alliance (http://www.zigbee.org)
2.2.1 – Obiettivi della ZigBee Alliance
L'obiettivo di fondo di questo consorzio è la diffusione su larga scala di dispositivi a basso
costo facilmente utilizzabili dall'utente “di tutti i giorni” [W0] per implementare le proprie reti
wireless di controllo in ambienti domestici e industriali.
Per conseguire questo scopo, la Zigbee Alliance svolge un insieme di compiti da essa stessa
riassunti come segue [W0]:
• definisce il lato software dello standard;
• fornisce le specifiche per i test di conformità ed interoperabilità;
• promuove il marchio ZigBee nel mondo per sensibilizzare il mercato;
• gestisce l'evoluzione della tecnologia relativa.
Il consorzio è nato nel 2002 a seguito delle perplessità che avevano iniziato a circolare nella
comunità scientifica a partire dal 1999 in merito all'utilizzo delle soluzioni Bluetooth e WiFi
nel particolare campo di applicazioni delle reti di sensori e attuatori [W1].
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2.2.2 – Struttura della ZigBee Alliance
La struttura interna della Zigbee Alliance è differenziata in tre livelli di appartenenza: una
azienda può aderire al consorzio a titolo di Promoter, Participant o Adopter, con differenti
quote di iscrizione e benefici
• I  Promoter  (Figura  2.2),  con  una  quota  annuale  di  50.000  $,  sono  le  aziende
principalmente coinvolte. Oltre alle peculiarità che spettano anche alle altre categorie,
hanno diritto di voto in praticamente qualunque attività o proposta del consorzio.
Figura 2.2 - Gli attuali Promoter della ZigBee Alliance [W0]
• I Participant, con quota di 9.500 $, possono usufruire di ogni documento di specifica,
definitivo  o  provvisiorio,  contribuire  allo  sviluppo  della  tecnologia,  proponendo
specifiche e candidandosi a gruppi di lavoro e commissioni elettive, partecipare a ogni
tipo di meeting tecnico o commerciale ed utilizzare i loghi ufficiali sui propri prodotti
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• Gli Adopter, con quota di 3.500 $, possono esclusivamente usufruire di documenti di
specifica definitivi e utilizzare i loghi ZigBee sui propri prodotti. Si tratta di aziende
marginalmente coinvolte nello sviluppo dello standard che intendono esclusivamente
produrre per il mercato consumatore.
L'organo più importante del consorzio è il  Board of Directors,  consiglio cui fanno parte i
rappresentanti di ogni azienda Promoter, che si avvale dell'assistenza dei già citati gruppi di
lavoro e di commissioni appositamente istituite per perseguire gli obiettivi della Alliance.
La  composizione  attuale  del  Board  of  Directors  rispecchia  la  centralità  statunitense  del
consorzio, al quale tuttavia aderiscono, in numero sempre maggiore, anche aziende europee
ed asiatiche, a testimonianza del target globale della ZigBee Alliance.
2.2.3 – Licenza e certificazioni
È  importante  specificare  come  la  licenza  ZigBee  non  permetta  lo  sviluppo  e  la
commercializzazione  di  alcun  prodotto  da  parte  di  aziende  che  non  abbiano  aderito  al
consorzio almeno in qualità di Adopter, differenziandosi da ogni tipo di licenza GPL o Free.
Chiunque può, invece, usufruire gratuitamente e liberamente dei documenti di standard per
sviluppare prototipi o prodotti non destinati al mercato commerciale.
Esistono tre tipi di certificazioni di prodotto ZigBee:
• ZCP  (ZigBee  Compliant  Platform),  destinata  ai  circuiti  integrati  e  alle
implementazioni  software  del  protocollo  ZigBee  realizzati  dalle  grandi  aziende
appartenenti al consorzio.
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• ZNC  (ZigBee  Network  Capable),  pensata  per  identificare  i  dispositivi  basati  su
piattaforma ZCP , ma dotati di un profilo software proprietario dell'azienda OEM.
• ZigBee  Certified  Product,  destinata  ai  dispositivi  basati  su  piattaforma  ZCP  e
pienamente compatibili con uno dei profili pubblici previsti dallo standard.
2.2.4 – Storia e curiosità della ZigBee Alliance
I momenti chiave della storia della ZigBee Alliance possono essere così riassunti:
• 21 Ottobre 2002 – fondazione della ZigBee Alliance da parte dei primi 8 Promoter
• Ottobre 2004 – la ZigBee Alliance raggiunge quota 100 membri
• 14 Dicembre 2004 – ratifica della specifica ZigBee 1.0
• 13 Giugno 2005 – la specifica 1.0 viene aperta al pubblico con il nome di ZigBee 2004
• Dicembre 2005 – la ZigBee Alliance supera i 200 membri
• Settembre 2006 – pubblicazione della versione riveduta e corretta (ZigBee 2006)
• 30 Ottobre 2007 – pubblicazione della versione ZigBee 2007, suddivisa in due profili:
il  primo,  detto  semplicemente  ZigBee,  è  retrocompatibile  con  ZigBee  2006 ed  ha
completamente soppiantato la obsoleta ZigBee 2004; il  secondo, detto  ZigBee Pro,
contiene funzionalità aggiuntive ed è solo parzialmente compatibile con ZigBee 2006.
• 2 Novembre 2007 – pubblicazione del primo Application Profile, Home Automation
• 3 Marzo 2009 – il  consorzio RF4CE (Radio Frequency for Consumer Electronics)
accetta una collaborazione con la ZigBee Alliance per definire un futuro standard di
controllo remoto a radio frequenza di dispositivi di elettronica di consumo audio/visivi
quali TV, stereo e postazioni multimediali [W1].
18
Una  curiosità  riguarda  il  significato  della  parola  “ZigBee”,  scelta  dal  consorzio  per
identificare lo standard di comunicazione che si apprestava a realizzare. In un primo momento
si  era  diffusa  attraverso  organi  di  stampa  come  EDN e  Telecommunications Online la
convinzione  che  ZigBee fosse  una  parola  appositamente  costruita  facendo  riferimento  al
mondo delle api (in inglese  bees), insetti che comunicano con i propri compagni di alveare
zig-zagando  in una particolare specie di danza per informare su direzione e distanza delle
fonti di cibo scoperte [W1].
Questa  interpretazione,  confermata  da  alcuni  membri  del  consorzio  come  la  statunitense
Meshnetics,  è stata però smentita da Robert  Metcalfe,  che aveva contribuito allo sviluppo
iniziale del protocollo, il quale ha dichiarato come ZigBee fosse stata scelta tra un ventaglio di
parole prive di significato proposte al momento dell'istituzione del consorzio [W1].
Esiste tuttavia un'altra tesi, meno conosciuta della precedente, citata in [R1]: ZigBee sarebbe
l'onomatopea di Zig. B., a sua volta acronimo di  Zbigniew Brzezinski,  personaggio politico
statunitense, ma di origini polacche, del secondo dopoguerra.
Proveniente da una cultura scientifica, testimoniata da una laurea al MIT, Brzezinski è stato
impegnato nelle amministrazioni Carter e Reagan nella definizione delle strategie a lungo
termine degli Stati Uniti con particolare riferimento alla politica estera nei confronti di Russia,
Giappone ed Europa.
Sembra che “l'onore” di ispirare il nome di un protocollo di trasmissione di rete gli sia valso
grazie  alle  sue  parole  in  merito  alla  sicurezza  nazionale,  paragonata  in  alcune  interviste
proprio ad una rete  di  sensori  per  le  sue peculiarità  di  sicurezza,  facilità  di  espansione e
robustezza globale nei confronti dei fallimenti delle singole entità che la costituiscono [R1].
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2.3 – Struttura a livelli del protocollo ZigBee
Lo standard ZigBee è strutturato secondo una precisa gerarchia di livelli secondo uno schema
riconducibile allo standard ISO-OSI (International Organization for Standardization - Open
Systems Interconnection) per le reti di calcolatori.
È  pertanto  prevista  un  serie  di  livelli  impilati  a  partire  da  quello  più  strettamente  legato
all'hardware fino a quello che fa da interfaccia verso l'utente finale (Figura 2.3).
Figura 2.3 – I livelli dello standard ISO-OSI [W1]
L'informazione viaggia attraverso vari  livelli  attraverso delle porte di comunicazione dette
SAP (Service Access Point) ed è di volta in volta “adattata” al livello in cui si trova attraverso
l'aggiunta o la rimozione di una certa quantità di dati di integrità, sicurezza, indirizzamento o
quant'altro, specifici del livello stesso.
Tutte le funzioni necessarie a costituire una rete, gestire l'accesso alla stessa e garantire il
traffico delle informazioni con la sicurezza richiesta sono suddivise tra i vari livelli.
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La struttura a livelli del protocollo ZigBee, detta anche ZigBee Stack,  differisce dal modello
standard ISO-OSI per la presenza di un minor numero di livelli e di alcune funzionalità multi-
livello, come in figura seguente (Figura 2.4):
Figura 2.4 – I livelli dello standard ZigBee [R1]
I due strati PHY e MAC sono forniti dallo standard IEEE 802.15.4, e pertanto non sono stati
definiti dalla ZigBee Alliance.
Questa scelta operata dal consorzio promotore dello ZigBee è giustificata dalla volontà di
costruire qualcosa di nuovo e che offrisse un valore aggiunto nel panorama della realizzazione
di reti di sensori: lo standard 802.15.4 può assolvere, infatti, alle funzionalità più strettamente
legate all'hardware in maniera consona alle particolari richieste di  data-rate e consumi già
citate e per le quali è pensato lo standard ZigBee.
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2.3.1 – Il livello fisico (802.15.4)
Il  livello  PHY è  quello  più  vicino  all'hardware,  pertanto  è  responsabile  delle  seguenti
funzioni:
• Attivazione e disattivazione del Radio transceiver per la ricetrasmissione;
• Trasmissione e ricezione dei dati;
• ED (Energy Detect) del canale corrente: si tratta di una stima della potenza presente su
un  determinato  canale,  utile  per  i  livelli  superiori  nell’algoritmo  di  selezione  del
canale;
• LQI  (Link  Quality  Indication)  dei  pacchetti  ricevuti:  è  una  misura  effettuata  alla
ricezione,  sulla  base  dell’ED  e  di  una  misura  del  rapporto  segnale/rumore  sul
particolare  canale,  per  dare  ai  livelli  superiori  un  informazione  sulla  qualità  del
pacchetto ricevuto;
• CCA (Clear Channel Assessment) per l’implementazione dei protocolli anticollisione:
si tratta  di  una stima sull’occupazione del  canale da parte di  segnali  previsti  dallo
standard 802.15.4. In estrema sintesi, indica ai livelli superiori se sul canale è presente
una portante, un segnale modulato o nessun tipo di segnale;
• Spreading del segnale: è una tecnica di ridondanza utilizzata per ridurre l’effetto di un
eventuale  segnale  interferente  usando  una  banda  molto  più  ampia  di  quella
strettamente richiesta.
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L'informazione è rappresentata a questo livello da una trama (frame) con il seguente formato
(Figura 2.5):
Figura 2.5 – PHY Frame [R2]
• Preambolo, utilizzato per la sincronizzazione;
• SFD (Start of Frame Delimiter), indica l'inizio dei dati;
• La lunghezza del PSDU, al massimo 127 byte;
• PSDU (Physical Data Unit) contenente i dati, ossia il payload.
A questo livello  sono definite  tutte  le  specifiche  relative  alla  trasmissione (Tabella 2.1  e
Figura 2.6):
Frequenza [MHz] 868 (UE ISM) 915 (US ISM) 2450 (ISM)
Banda [MHz] 868 – 868,6 902 – 928 2400 – 2483,5
Canali 1 10 16
Symbol Rate [Ksymbols/s] 20 40 62,5
Simboli 2 (differenziali) 2 (differenziali) 16 (ortogonali)
Bit Rate [Kbit/s] 20 40 250
Tabella 2.1 – Specifiche di trasmissione [R2]
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Figura 2.6 – Collocazione dei canali nelle tre bande [R2]
La  già  citata  tecnica  di  spreading  consiste  nella  trasmissione,  per  ogni  simbolo,  di  una
sequenza di più chip secondo le seguenti specifiche (Tabella 2.2):
Frequenza [Mhz] 868 (UE ISM) 915 (US ISM) 2450 (ISM)
Chip per simbolo 15 15 32
Chip rate [kchip/s] 300 600 2000
Modulazione BPSK BPSK O-QPSK
Tabella 2.2 – Specifiche di spreading [R2]
Confrontando il chip rate della tabella 2.2 con il bit rate della tabella 2.1 si capisce come mai
abbiamo detto che la tecnica di spreading comporta un allargamento della banda richiesta: la
banda necessaria a trasmettere 250 Kbit/s  tramite lo spreading (cioè la banda necessaria a
trasmettere 2000 Kchip/s) è 8 volte superiore a quella che sarebbe necessaria.
Il  vantaggio  di  questa  tecnica è  che,  in  ricezione,  l'errore  sul  singolo chip non comporta
necessariamente  l'errore  di  riconoscimento  del  simbolo,  e  quindi  dei  bit,  come  si
verificherebbe altrimenti. Le sequenze di chip sono appositamente strutturate per ridurre al
minimo la possibilità di errore sul simbolo, cioè il SER (Symbol Error Rate). 
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La  modulazione  BPSK  (Binary  Phase  Shift  Keying)  è  realizzata  utilizzando  un  impulso
modulante a coseno rialzato con fattore di  roll-off 1, mentre per la O-QPSK (Binary Phase
Shift Keying) si modulano i simboli pari sulla portante in fase e quelli dispari sulla portante in
quadratura con un impulso modulante a mezza sinusoide.
In definitiva il processo di conversione del bit nel segnale modulato è il seguente (Figura 2.7):
Figura 2.7 – Schema a blocchi della codifica e modulazione
2.3.2 – Confronto tra standard wireless
Senza  addentrarsi  nei  dettagli  delle  specifiche  introdotte  e  delle  tecniche  adottate  per
implementarle, le informazioni fin qui esposte sono sufficienti per valutare gli aspetti chiave
dello standard 802.15.4 (e, quindi, dello ZigBee) nel confronto con altri standard simili.
In particolare, è rilevante comparare ZigBee con i più noti standard  Bluetooth (basato sullo
standard 802.15.1) e WiFi (ad esempio nella specifica 802.11.b, tra le più diffuse), anch'essi
operanti intorno alla frequenza di 2,4 Ghz.
Un primo confronto tra i differenti protocolli di trasmissione di rete può essere riassunto dalla
tabella seguente, contenente i valori tipici indicativi per le varie caratteristiche (Tabella 2.3):
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Segnale
Modulato
Dati
Binari
Caratteristica 802.11.b Bluetooth ZigBee
Applicazioni tipiche Reti di calcolatori Trasmissione audio Reti di sensori
Data Rate 11 Mb/s 1 Mb/s 250 Kb/s
Copertura 100 m 10 m 70 - 300 m
Max numero nodi 32 7 > 65000
Corrente assorbita in
trasmissione
> 400 mA 40 mA 35 mA
Corrente assorbita in
standby
20 mA 200 uA 3 uA
Stima durata batterie Ore Giorni Anni
Complessità
protocollo
Molto complesso Complesso Semplice
Sicurezza Autenticazione
SSID
Crittografia  a  64,
128 bit
Crittografia  AES
128 bit
Tabella 2.3 – Comparativa WiFi, Bluetooth, ZigBee
Ponendo l'accento sul confronto tra ZigBee e Bluetooth, le due tecnologie più simili tra quelle
presentate, è importante sottolineare ulteriori aspetti:
• sia i dispositivi Bluetooth sia quelli ZigBee sono abilitati ad entrare in condizione di
sleep per risparmiare energia. Tuttavia il wake up time necessario al “risveglio” ed alla
ricezione del primo pacchetto di un dispositivo Bluetooth è dell'ordine di 3 secondi,
mentre  per  un  dispositivo  ZigBee  è  di  circa  15  millisecondi.  Questo  permette  un
utilizzo più efficace della soluzione di sleep/wake up, particolarmente adatta alle reti
di sensori e in larga parte responsabile della maggiore durata delle batterie;
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• un ordine di  grandezza della complessità necessaria  a implementare i protocolli  di
trasmissione può essere la dimensione tipica della memoria necessaria a contenere il
programma che gestisce un dispositivo: nel nostro caso, per il Bluetooth questo dato si
aggira sui 250 KB, mentre per lo ZigBee può anche scendere fino ai 32 KB;
• il Bluetooth è pensato per applicazioni audio o, comunque, di cable-replacement, dove
sia previsto un trasferimento grosso modo continuo di dati, in reti tipicamente di tipo
punto-punto  o  punto-multipunto.  ZigBee,  invece,  è  pensato  per  applicazioni  che
prevedono un trasferimento dei dati pressoché saltuario, con una topologia di rete più
flessibile, anche in considerazione del maggior numero di nodi previsti.
Volendo esprimere graficamente le prestazioni a proposito della distanza di copertura della
trasmissione e della velocità della trasmissione stessa tra i vari standard wireless, è possibile
osservare la situazione seguente (Figura 2.8):
Figura 2.8 – Range, Data Rate di vari standard wireless [R1]
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2.3.3 – Livello MAC (Medium Access Control) IEEE 802.15.4
Il livello MAC si occupa di alcune funzioni, in parte sfruttando i servizi messi a disposizione
del livello fisico ed in parte “delegando” porzioni del lavoro ai livelli superiori. Le funzioni
introdotte da questo livello introducono una differenziazione tra due tipi di dispositivi:
• FFD  (Full  Function  Device),  dispositivi  con  funzionalità  complete,  tipicamente
alimentati dalla rete elettrica, capaci di comunicare con tutti  i  dispositivi e in ogni
topologia di rete;
• RFD  (Reduced  Function  Device),  dispositivi  a  funzionalità  ridotta,  tipicamente
alimentati a batteria, in grado di comunicare unicamente con un dispositivo FFD.
Questa caratterizzazione prevista dallo standard 802.15.4 è ampliata dal protocollo ZigBee.
Per  maggiore  chiarezza  è  bene  introdurre  subito  i  tre  dispositivi  previsti  dallo  standard
ZigBee:
• ZC (ZigBee Coordinator),  dispositivo che crea la rete, alloca gli  indirizzi agli  altri
nodi e si occupa di molteplici funzionalità per la gestione della rete stessa;
• ZR  (ZigBee  Router),  in  grado  di  ritrasmettere  i  dati  provenienti  da  altri  nodi,
realizzando la funzione di estendere fisicamente la copertura di rete;
• ZED (ZigBeer End Device), dispositivo meno complesso e in grado di collegarsi ad
una  rete  già  formata,  ed  eventualmente  estesa,  da  dispositivi  delle  categorie
precedenti.
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Tenendo presente questa caratterizzazione, è possibile descrivere le principali funzionalità del
livello MAC:
• associazione/dissociazione dei dispositivi ad una rete, processo che inizia con la scelta
di un numero intero a 16 bit casuale detto PAN ID (PAN Identificator) da parte del
coordinatore e prevede una serie di meccanismi e primitive grazie ai quali gli altri nodi
sono in grado di: 
◦ rilevare i canali utilizzati con le relative reti presenti (processo di Scan)
◦ negoziare il proprio accesso (Associate/Disassociate) a tali reti
◦ immagazzinare informazioni sulle stesse e sui dispositivi associati (in una tabella
detta Neighbor Table). 
Grazie  a  queste  informazioni  ogni  dispositivo  è  in  grado  di  “ricordare”
all'accensione se fosse già stato parte di una rete, tentando quindi di riaccedervi,
ricollegandosi  allo  stesso  coordinatore  o,  tramite  una  procedura  detta  “di
Orphaning”, ad un router.
È previsto, inoltre, un meccanismo a disposizione del coordinatore per risolvere
collisioni e conflitti con altre reti a proposito del PAN ID, detto PAN ID Resolution
• indirizzamento dei nodi della rete, basato su un indirizzo IEEE a 64 bit (MAC Address)
o su un indirizzo “short” a 16 bit, assegnati e gestiti secondo meccanismi differenti;
• sincronizzazione dei vari dispositivi, attraverso modalità di comunicazione Beacon o
non Beacon, come descritto in seguito;
• gestione dell'accesso al canale, in base all'algoritmo anticollisione CSMA/CA (Carrier
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Sense  Medium  Access  with  Collision  Avoidance):  in  estrema  sintesi,  questo
meccanismo prevede che un nodo che intenda trasmettere lo faccia ogni  qualvolta
trovi il canale libero; nel caso in cui trovi il canale occupato, invece, il nodo attiverà
un  timer con  intervallo  di  tempo  casuale  e  ritenterà  la  trasmissione  corrente  allo
scadere di questo tempo di backoff;
• verifica dell'integrità dei pacchetti ricevuti, tramite l'utilizzo di dati di controllo CRC
(Cyclic Redundancy Check) calcolati in base ai dati da trasmettere con un polinomio
generatori  di  grado  16  ( G x= x16x12x51 )  aggiunti  al  pacchetto  in
trasmissione,  il  cui  confronto  con  quelli  calcolati  in  fase  di  ricezione  permette
l'individuazione di eventuali bit ricevuti sbagliati;
• segmentazione  dei  dati,  messa  in  atto  per  consentire  la  trasmissione  di  dati  di
dimensioni superiori a quella del payload del singolo pacchetto, suddividendoli tra più
pacchetti ed implementando tutte le tecniche per permetterne la ricostruzione;
• gestione  della  sicurezza  dei  pacchetti  trasmessi,  attraverso  controllo  degli  accessi
tramite lista dei nodi ammessi alla comunicazione e tecniche opzionali di crittografia
AES fino a 128 bit.
A questo livello esistono quattro tipi di frame, presentati a breve, ciascuno adibito ad una
funzionalità diversa. Tutti i  tipi di pacchetto, tuttavia, comprendono un'intestazione simile,
così strutturata (Figura 2.9):
Figura 2.9 – MAC Header [R2]
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In questo header sono definiti i seguenti campi:
• Frame  Control,  che  contiene  informazioni  sul  tipo  di  pacchetto  tra  i  quattro
disponibili,  sulla  presenza  di  crittografia,  sulla  segmentazione,  sulla  richiesta  di
acknowledgement (di cui in seguito), sulla funzionalità intra-pan di invio di pacchetti
verso altre reti e sul modo di indirizzamento a 16 o 64 bit;
• Sequence number,  che può essere BSN (Beacon Sequence  Number)  o  DSN (Data
Sequence Number) a seconda del tipo e identifica lo specifico pacchetto;
• Campi di indirizzamento del mittente, del destinatario e della rete;
• FCS (Frame Check Sequence), 16 bit necessari per il controllo di integrità dei dati.
I quattro formati di pacchetto previsti a questo livello sono i seguenti (Figura 2.10):
• Beacon Frame
Figura 2.10 – MAC Beacon Frame [R2]
Questo tipo di pacchetto può essere inviato unicamente dal coordinatore di una rete
nella comunicazione di tipo Beacon Enabled. 
31
Senza scendere eccessivamente in dettaglio,  in questa modalità sono previsti  degli
intervalli di tempo nei quali i nodi della rete possono comunicare. 
I Beacon Frame delimitano l'inizio e la fine della serie corrente di slot (denominata
“Superframe”) e contengono informazioni sulle caratteristiche (come numero e durata)
degli slot stessi; ogni nodo, attivo o in una apposita di fase di parziale risveglio dalla
modalità di sleep, riceve il beacon, verifica se in esso è contenuto il proprio indirizzo e
soltanto  in  quel  caso  si  prepara  a  comunicare,  completando eventualmente  la  sua
procedura di wake-up. 
Esistono due tipi di slot: quelli compresi nel periodo CAP (Contention Access Period),
ove i vari dispositivi accedono al canale tramite il protocollo CSMA-CA slotted, e gli
slot GTS (Guaranted Time Slot), in un numero massimo di 7 per ogni superframe,
appartenenti al periodo CFP (Contention Free Period), dove l'accesso al canale non è
regolamentato da alcun protocollo anticollisione ma può essere dedicato a specifici
nodi in base alla specifica applicazione (Figura 2.11).
Figura 2.11 – Struttura di un Superframe [R2]
L'alternativa  alla  comunicazione  Beacon  Enabled  prevede  che  tutti  i  nodi  siano
abilitati a comunicare in ogni istante in cui il canale è libero, ottenendone il possesso
sempre in  base al  protocollo  CSMA/CA. Pro e contro delle  due modalità  saranno
affrontati in seguito, con particolare riferimento allo specifico caso in oggetto.
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• Data Frame
Figura 2.12 – MAC Data Frame [R2]
Questo pacchetto consente la trasmissione di un payload di massimo 104 byte di dati.
• Ack Frame
Figura 2.13 – MAC Ack Frame [R2]
L'Ack Frame è  previsto  nella  modalità  di  trasmissione  con  Acknowledgment,  nella
quale ogni  ricevente è  tenuto ad inviare al  mittente di  un messaggio la  conferma
dell'avvenuta ricezione,  nell'intervallo  di  tempo  immediatamente  successivo  alla
trasmissione del messaggio stesso. Ogni ack è associato al proprio pacchetto in base al
valore del già citato campo Data Sequence Number
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• Command Frame
Figura 2.14 – MAC Command Frame [R2]
Questo  pacchetto  contiene  comandi  che  permettono  il  controllo  dei  dispositivi  in
remoto. Di solito viene inviato dal coordinatore per attivare specifiche funzionalità di 
configurazione nei nodi di una rete.
2.3.4 – Livello Network (ZigBee)
Il  livello  NWK è  stato  ideato  dalla  ZigBee  Alliance  per  consentire  una  certa  flessibilità
nell'implementazione delle reti. In particolare, le funzioni di cui questo layer si occupa sono
così riassumibili:
• creazione di una rete, da parte di un coordinatore, sfruttando in parte i servizi messi a
disposizione dal livello inferiore;
• associazione/dissociazione dei singoli nodi alla rete, ampliando le funzionalità offerte
dal livello MAC con l'introduzione dei meccanismi atti a discriminare la giusta rete
cui associarsi nel caso ne sia presente più di una;
• gestione del  routing dei pacchetti all'interno della rete in base all'indirizzo a 16 bit
(detto, quindi, NWK Address).
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Il formato del pacchetto di livello NWK è il seguente (Figura 2.15):
Figura 2.15 – NWK Frame [R2]
I  campi  Frame  control,  destination/source  address e  sequence  number hanno  funzioni
analoghe a quelli descritti per il livello MAC. 
Il campo Radius contiene l'informazione sul numero di salti che può effettuare il pacchetto,
inteso come numero di dispositivi che intercorrono tra mittente e destinatario del pacchetto
stesso: dev'essere, quindi, decrementato di una unità da ogni dispositivo che lo riceve.
Il modello del livello NWK (Figura 2.16) prevede due porte di comunicazione con il livello
superiore, una per i dati, la NLDE-SAP (Network Layer Data Entity SAP) e una per i comandi
NLME-SAP (Network Layer Management Entity SAP). Allo stesso modo sono previste due
porte di comunicazione con il livello MAC, la MCPS-SAP (MAC Common Part Sub-layer
SAP) e la MLME-SAP (MAC Layer Management Entity SAP). 
A questo  livello  vengono  quindi  trattati  i  dati  sotto  forma  di  NLDE  e  NLME,  entità
informative che possono interagire e venire combinate per gestire le funzionalità di questo
livello.
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Figura 2.16 – Modello del livello NWK [R0]
Grazie  alle  funzionalità  offerte  da  questo  livello  è  possibile  realizzare  reti  correttamente
comunicanti secondo tre topologie (Figura 2.17):
• stella  (star),  modalità  semplice  in  cui  ciascun end node può comunicare solo con
l'unico coordinatore presente nella rete, eventualmente delegato a trasferire ad altri i
messaggi. È detta single-hop perché il pacchetto viaggia solo da un nodo a un altro;
• albero (tree), o più propriamente, “albero di cluster”, in cui uno ZED può comunicare
con l'unico coordinatore o con un router, che a sua volta comunicherà con un altro
router  o  con  il  coordinatore,  in  una  comunicazione  multi-hop.  In  questo  modo  è
possibile  ampliare  l'area  di  copertura  della  rete,  mantenendo  un  certo  grado  di
semplicità, ma la rete smette di funzionare se cessa di funzionare il coordinatore;
• mesh, nella quale ciascun router può comunicare, oltre che con il coordinatore e con
gli end node, anche con altri router, permettendo il traffico di pacchetti anche senza
coinvolgere direttamente il  coordinatore.  Questa topologia,  anch'essa di tipo  multi-
hop, è più complessa delle altre ed offre dei vantaggi in caso di reti estese.
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Figura 2.17 – Topologie di rete: Stella, Albero, Mesh
Si intuisce come, all'aumentare della complessità della topologia di rete,  siano sempre più
necessari meccanismi di instradamento dei pacchetti adatti: nelle reti ad albero, per esempio, è
necessario quantomeno mantenere l'informazione inerente l'associazione tra i singoli end node
ed i router corrispondenti, in modo da poter sempre individuare il destinatario ed il mittente di
un messaggio che viaggia sulla rete; nel caso di rete mesh, invece, sono presenti più strade
possibili per ogni pacchetto che viaggia da un nodo all'altro: è pertanto necessario disporre di
un metodo per discriminare una via.
Queste problematiche sono affrontate tramite la definizione di due strumenti: 
• Tabella  di  routing  contenuta  nel  NIB  (Network  Information  Base).  Il  NIB  è  una
struttura dati contenente le informazioni più importanti di questo livello. Oltre alla
Routing Table, contiene anche, a titolo di esempio (vedi [R0] per la lista completa):
◦ tempi di attesa e tentativi di ritrasmissione in caso di mancato ack;
◦ Neighbor Table contenente informazioni sui dispositivi associati alla rete;
◦ valori limite per la rete, come ad esempio il massimo numero di router;
◦ informazioni sulle capacità del singolo nodo e sui servizi che può offrire;
◦ informazioni sugli indirizzi a 16 e a 64 bit utilizzati nella rete;
◦ informazioni di sicurezza;
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• Algoritmo AODV (Ad-hoc On-demand Distance Vector), derivato dal più complesso
Distance Vector, che prevede, in caso di richiesta di trasmissione, l'individuazione del
percorso contenente  il  minor numero di  “salti”,  ritenendolo  il  miglior  in  quanto a
tempo di percorrenza e qualità della ricezione. 
Senza entrare eccessivamente nel  dettaglio,  va comunque sottolineato come questo
algoritmo non sia esente da errori, in quanto non tiene conto delle prestazioni della
trasmissione  in  rapporto  alle  interferenze  presenti  sul  canale.  Per  tale  motivo  il
protocollo si sta mano a mano orientando, ad ogni versione successiva rilasciata, verso
algoritmi di scelta basati sull'informazione LQ fornita dai livelli inferiori.
2.3.5 – Security Service Providers (ZigBee)
Il  protocollo specifica il  SSP (Security Service Providers) come un insieme di  funzioni e
servizi multi-livello, ossia distribuiti tra i livelli MAC, NWK e quelli superiori. In particolare
sono previste molteplici soluzioni per implementare un grado di sicurezza di rete variabile a
seconda  della  particolare  criticità  della  specifica  rete.  Riassumendo,  sono  disponibili  le
seguenti funzionalità:
• Freshness counters, contatori presenti in ogni dispositivo, resettati ogniqualvolta viene
stabilita una nuova chiave, in modo da prevenire attacchi di replica di un messaggio. Il
loro  numero  e  la  loro  dimensione  è  tale  da  non  costituire  un  vincolo  alla
comunicazione, in quanto sono stati pensati per non andare in  overflow prima di un
tempo superiore al centinaio di anni, anche in reti che comunichino frequentemente
(un pacchetto al secondo);
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• Autenticazione,  ottenuta  tramite  meccanismi  basati  sull'utilizzo  di  chiavi
simmetriche,  assunte come sicure e condivise da tutti  i  nodi della rete.  Può essere
utilizzata a livello NWK sfruttando una chiave di rete o a livello MAC utilizzandone
una per ogni comunicazione tra due dispositivi. La seconda soluzione può prevenire
un numero maggiore di minacce, ma comporta un maggior impiego di memoria;
• Crittografia, già citata per il livello MAC, disponibile anche a livello NWK sempre
basandosi  sull'AES-128  (Advanced  Encryption  Standard con  chiave  a  128  bit),
algoritmo  a  chiave  simmetrica  adottato  dalla  ZigBee  Alliance  in  quanto  ritenuto
sufficientemente sicuro e per la sua natura di standard libero internazionale.
L'insieme di questi meccanismi, presenti anche nello standard 802.15.4 sotto il nome di CCM
(Counter with CBC-MAC), è detto CCM* e garantisce la sicurezza della rete sia a livello di
messaggio che di identità dei nodi presenti. Differisce dal CCM standard in quanto permette
le modalità  encryption-only e  integrity-only al  posto di  modalità più complesse.  L'idea di
fondo  è  quella  di  semplificare  la  sicurezza  per  contenere  le  risorse  necessarie  ad
implementarla,  pur  mantenendone  gran  parte  dei  vantaggi.  In  quest'ottica  va  sottolineata
un'ulteriore differenza tra CCM standard e CCM*: in quest'ultimo si può utilizzare un'unica
chiave per tutti i livelli, riducendo così l'ammontare di dati da trasmettere e conservare.
Per chiarire come l'implementazione della sicurezza “pesi” sulle risorse della trasmissione è
utile osservare come si modifichino i pacchetti dati precedentemente descritti a livello MAC e
NWK in presenza delle tecniche di sicurezza descritte (Figure 2.19 e 2.20):
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Figura 2.18 – MAC Frame con sicurezza [R0]
Figura 2.19 – NWK Frame con sicurezza [R0]
In tutti i casi in cui sia necessario disporre di chiavi simmetriche, ossia condivise dai vari
dispositivi all'interno della rete, è possibile definire un particolare tipo di dispositivo, assunto
come fidato e sicuro,  che si occupi di generare, immagazzinare e trasmettere queste chiavi,
oltre a gestire l'accesso dei dispositivi alla rete, provvedendo ad autenticarli. 
Tale dispositivo, previsto dal protocollo ZigBee, viene detto  Trust Center  e le sue funzioni
all'interno  di  una  rete  sono  generalmente  svolte  dal  coordinatore.  È  comunque  possibile
scegliere di  utilizzare un dispositivo diverso dal  coordinatore come Trust  Center:  i  campi
relativi alla sicurezza del NIB precedentemente citati possono essere destinati a questo scopo.
Tutte le funzionalità di sicurezza descritte sono previste dallo standard ZigBee; nessuna di
esse, tuttavia, è obbligatoria. È importante sottolineare come il protocollo ZigBee sia pensato
per  “scalare”  il  grado  di  sicurezza  delle  reti  che  lo  utilizzano  in  base  alla  criticità  della
sicurezza stessa per ogni particolare applicazione: basti pensare, infatti, a quanto sia diversa la
richiesta  di  sicurezza  di  una  rete  che  gestisce  la  tv,  l'impianto  stereo  e  il  dvd  di  un
appartamento e di quella che controlla il funzionamento di una centrale elettrica.
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Capitolo 3
Presentazione delle soluzioni hardware e
software ZigBee Freescale
3.1 – Il chip MC13224
Tra i molteplici dispositivi e componenti appositamente realizzati per la tecnologia ZigBee da
Freescale, il chip MC13224 utilizzato nel lavoro in oggetto ha delle caratteristiche uniche, che
lo rendono particolarmente adatto alle nostre necessità.
Viene infatti definito dal produttore stesso come un Platform-in-package, ossia un insieme di
sistemi  con  funzioni  diverse  integrati  sullo  stesso  package,  in  modo da  presentarsi  verso
l'esterno come una piattaforma capace di espletare tutte le funzioni necessarie alla particolare
applicazione per cui è pensato.
Lo schema a blocchi del  MC13224 consente una prima panoramica delle funzioni offerte
(Figura 3.1), riassunte in breve nella tabella seguente (Tabella 3.1):
41
Figura 3.1 – Schema a blocchi MC13224 [R5]
Principali moduli e funzionalità del MC13224
Transceiver a 2,45 Ghz compatibile 802.15.4
Processore ARM-7TDMI a 32 bit
Memoria RAM (96 KB), ROM (80 KB) e Flash (128 KB)
Moduli di interfaccia Keyboard, SSI, SPI, TIMER, I2C, UART, JTAG, NEXUS
Convertitori analogico-digitali a 12 bit, 8 canali
ITC: controllore di interrupt
MACA: acceleratore hardware del livello MAC
ASM: modulo per la crittografia AES fino a 128 bit
Oscillatori interni a 13÷24 Mhz (per il clock), 32 Khz e 2 Khz
Tensione di alimentazione 2,0 ÷ 3,6 V
Regolatori di tensione interni a 0,9 V, 1,2 V, 1,5 V e 1,8 V
Tabella 3.1 – Principali moduli e caratteristiche del MC13224
Sebbene la maggior parte delle funzionalità presenti saranno descritte nel seguito del presente
capitolo, si può subito notare come questo dispositivo sia pensato per necessitare solo del
collegamento di un'antenna esterna e di un oscillatore al quarzo (il secondo è opzionale) per
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essere  operativo.  Se  teniamo  conto  del  costo  di  riferimento  indicativo  del  componente,
stimato in  5 $ (in  quantità)  da parte di  Freescale,  ci  rendiamo immediatamente conto dei
vantaggi offerti dalla scelta effettuata in suo favore.
Riportiamo la sua piedinatura esterna (Figura 3.2), introducendo il suo fattore di forma.
Figura 3.2 – Piedinatura MC13224, vista dall'alto (con pad interni resi visibili) [R5]
Le dimensioni di questo chip sono di circa 9,5 x 9,5 x 1,2 mm [R4] e il
formato del package è detto LGA a 165 pin. Il chip appartiene alla famiglia
dei SMD (Surface Mounting Device) e la particolare disposizione dei pin
65 – 165, al centro della faccia inferiore del componente, richiede il montaggio attraverso un
forno per il riscaldamento della pasta saldante.
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3.1.1 – L'interfaccia verso l'esterno: GPIO e KBI
Tutti  i  pin  del  MC13224,  esclusi  quelli  di  alimentazione  e  massa,  sono  destinati
all'interfacciamento del componente con l'esterno. È sufficiente osservare la piedinatura del
chip per intravedere un elenco di funzioni di interfaccia supportate: ADC (Analog to Digital
Conversion) per segnali analogici, UART, SSI, SPI, JTAG, I2C e TIMER per segnali digitali.
Tuttavia  ogni  piedino  destinato  a  queste  funzioni  standard,  di  cui  parleremo  in  breve  in
seguito, può essere anche configurato come GPIO (General Purpose In Out) digitale. Questo
grado di libertà ci viene fornito insieme alla possibilità di configurare molteplici aspetti del
funzionamento di tali pin nella modalità GPIO, come si evince dallo schema a blocchi dei
moduli di I/O presenti su ciascuno di essi (Figura 3.3):
Figura 3.3 – Schema di un tipico blocco GPIO single bit [R5]
Oltre  alla  già  citata  possibilità  di  configurare  ciascun  piedino  come  ingresso  o  uscita  e
all'evidente necessità di sincronizzare i segnali con il  clock a mezzo di appositi  flip-flop  di
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tipo D, le altre funzionalità che si vogliono mettere in evidenza sono le seguenti:
• Pull  up  /  Pull  down opzionale  (obbligatorio  per  i  KBI):  costituito  da  un resistore
interno di valore 50  ÷ 70 KΩ collegato tra il pin e la tensione più alta o la massa,
rispettivamente;
• Pad keeper, capace di mantenere il valore logico dell'ingresso anche dopo la rimozione
del segnale esterno che l'ha causato;
• Isteresi, per ridurre la sensibilità rispetto a particolari forme di rumore digitale.
Le  funzionalità fin qui osservate lasciano intuire quanto sia  versatile  ed adattabile il  chip
MC13224 nei confronti delle problematiche di interfaccia digitale. Questa possibilità viene
offerta introducendo dei registri di configurazione appositamente pensati per gestire i blocchi
di GPIO. 
In particolare, sono presenti i  registri:  Direction,  Data,  Pull Up Enable,  Functional Mode,
Read Control,  Pad Pull Up Select,  Pad Hysteresis Enable,  Pad Keeper.  Per i  dettagli sul
funzionamento  di  ciascuno  di  questi  registri,  presenti  nel  numero  di  due  per  ciascuna
funzione, rimandiamo a [R5].
Abbiamo già accennato come per le reti di sensori sia fondamentale prevedere il supporto per
apposite modalità di  sleep dei nodi sensore. Senza entrare nel dettaglio della questione, che
sarà largamente affrontata in seguito, a questo stadio è sufficiente sapere che nella modalità di
reset, ovvero con segnale di livello basso attivo sul pin corrispondente, ed in tutte le modalità
di  sleep previste, tutti i pin di GPIO esclusi i KBI sono disabilitati, ossia il circuito di I/O
corrispondente non è alimentato ed il chip MC13224 è insensibile ai segnali presenti su di
essi.
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Possiamo così introdurre il ruolo fondamentale degli 8 pin denominati KBI: questi piedini
possono essere utilizzati come ingressi (KBI_4 ÷ KBI_7) o uscite (KBI_0 ÷ KBI_3) digitali
per particolari funzioni legati allo sleep/wake-up del dispositivo. Sono infatti l'unica possibile
fonte di segnali di  wake-up da parte dell'esterno per “svegliare” il chip dalla condizione di
sleep e possono essere utilizzati come uscite per pilotare opportunamente la circuiteria esterna
del chip, anche nel caso in cui lo stesso stia “dormendo”.
Osserviamo un esempio di come sia possibile sfruttare GPIO e KBI per collegare il MC13224
a sensori e switch (Figura 3.4):
Figura 3.4 – Esempio di utilizzo dei GPIO e dei KBI [R5]
Descrivendo brevemente i vari collegamenti presenti nel circuito di Figura 3.4:
• Il pull up presente su RESET disabilita la modalità relativa, in quanto questo ingresso
è attivo basso;
• Lo switch su KBI_6, utilizzato da ingresso, può svegliare il chip dallo stato di sleep;
• KBI_3 è utilizzato come uscita per abilitare o disabilitare (anche nello stato di sleep) il
sensore B, tramite un FET esterno;
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• L'uscita GPIO destinata allo ShutDown presente nel sensore A permette di abilitarlo o
disabilitarlo (ma solo quando il chip è sveglio); il pull down presente serve a garantire
che il sensore sia spento quando il chip è in modalità di  sleep, ovvero con il GPIO
inattivo;
• Le uscite dei due sensori, supposte digitali, sono collegate a due GPIO di ingresso;
• L'ingresso  GPIO  rimanente  è  collegato  alla  tensione  alta  denominata  VDD_SW
tramite la resistenza R2, per rilevare la corretta attivazione del sensore B.
L'esempio, descritto in [R5], ben si adatta alla nostra situazione, in cui il chip MC13224 è
responsabile della gestione di un certo numero di sensori esterni. È prevista, sempre in [R5],
la possibilità che il chip sia utilizzato come slave di un altro circuito digitale, caso in cui i pin
KBI risultano altrettanto importanti per l'interfaccia con il relativo master tenendo conto della
presenza delle varie modalità di sleep di cui in seguito.
Chiarita la criticità dei pin KBI, può risultare un limite il numero di 4 ingressi e 4 uscite messi
a nostra disposizione. Nel caso fossero necessari più segnali, la soluzione suggerita [R5] è
quella di ricorrere ad una matrice di switch come descritto nella figura seguente (Figura 3.5):
Figura 3.5 – Espansione KBI con matrice di switch [R5]
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Senza approfondire, chiariamo solo come la matrice 4 x 4 denominata KBI Array sia in grado
di operare sia in modalità  sleep che nel  normale funzionamento, mentre la matrice 4 x 4
denominata  Expanded Switches  possa essere utilizzata unicamente in modalità normale. La
sua funzione è quella di espandere il numero di ingressi esterni di interrupt per il MC13224
(ossia per il microcontrollore che integra, di cui in seguito): i pin KBI, infatti, sono l'unica
sorgente esterna per questo tipo di segnali.
Esaurita una prima analisi delle funzionalità dei pin KBI e GPIO, rimandando a [R5] per una
disamina più esauriente, descriviamo brevemente le interfacce digitali standard supportate:
• SSI (Synchronous Serial Interface), connessione seriale full-duplex per periferiche;
• SPI (Serial Peripheral Interface), un'interfaccia seriale più veloce ed adatta anche al
collegamento di memorie o processori esterni;
• TIMER,  un  modulo  contenente  una  completa  soluzione  di  registri  e  contatori
utilizzabili  in  caso  di  necessità  di  elaborazione  e  trattamento  di  segnali  di
temporizzazione esterni, potendo anche fornire impulsi di interrupt alla cpu;
• I2C (Inter-IC), una semplice connessione bidirezionale per altri dispositivi;
• UART  (Universal  Asynchronous  Receiver/Transmitter),  una  delle  più  diffuse
interfacce per dispositivi anche verso il  mondo dei pc, presente nel  numero di due
interfacce complete;
• JTAG  (Joint  Test  Action  Group),  l'interfaccia  di  debug predefinita  per  i
microcontrollori della famiglia ARM come quello integrato nel MC13224;
• NEXUS, interfaccia di debug più specifica per il particolare microcontrollore integrato
Alcuni cenni sul supporto e sulle prestazioni delle interfacce JTAG e UART saranno affrontati
nei capitoli successivi. Per i dettagli e per informazioni sulle altre interfacce si rimanda a [R5]
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3.1.2 – Il clock e la sua distribuzione
Per la temporizzazione del chip si può ricorrere ad un segnale di clock generato esternamente,
ma  nella  maggior  parte  dei  casi,  come  evidenziato  dallo  schema  a  blocchi  proposto,  si
preferisce  ricorrere  all'utilizzo  dei  circuiti  di  generazione  del  clock  interni  al  MC13224,
sfruttando  solamente  dei  cristalli  esterni  al  chip.  In  particolare,  è  necessario  almeno  un
cristallo, tipicamente con una frequenza caratteristica di 24 Mhz, che chiameremo Reference
Oscillator, per la scelta del quale sono previsti particolari requisiti di accuratezza e parametri
parassiti [R6].
La distribuzione del clock tra i vari blocchi del MC13224 avviene secondo il seguente schema
(Figura 3.6):
Figura 3.6 – Distribuzione del clock [R5]
È immediatamente evidente come l'unica fonte di clock sia sfruttata sia per generare i segnali
di temporizzazione della parte digitale del chip, sia per la modulazione del segnale analogico
da trasmettere.  Questa situazione,  critica nei  confronti  delle  problematiche di  interferenza
condotta  nelle  reti  analogico-digitali,  è  stata  affrontata  da  Freescale  attraverso  opportune
soluzioni interne al chip stesso, garantendo al progettista della scheda un minor numero di
vincoli e di questioni di cui tenere conto.
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D'altro  canto  si  capisce  come  sia  importante  che  l'unica  fonte  di  temporizzazione  offra
adeguate garanzie di accuratezza e stabilità, per cui sono previste soluzioni di  trimming del
Reference Oscillator attraverso un banco di condensatori programmabili via software, tramite
appositi registri (Figura 3.7):
Figura 3.7 – Trimming del Reference Oscillator [R5]
Dallo schema a blocchi del  MC13224 si  intuisce la possibilità collegare un altro cristallo
esterno,  quello  con  una  frequenza  caratteristica  di  32,768 Khz:  si  può  ricorrere  a  questa
soluzione se si desidera ridurre l'assorbimento di corrente durante la modalità di riposo del
sistema,  senza  rinunciare alla  precisione  nella  definizione  del  tempo di  sleep tipica  degli
oscillatori  al  quarzo. Un altra  possibile fonte di  wake-up,  oltre  ai  già citati  KBI,  è  infatti
costituita da un timer che può operare in base all'oscillazione fornita dal Reference Oscillator
o dall'oscillatore a 32 Khz, quando questo sia presente.
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Proprio perché l'unica giustificazione della presenza di questo componente è quella di ottenere
una  temporizzazione  precisa  pur  riducendo  l'assorbimento  di  corrente,  anche  per  questo
oscillatore è prevista una tecnica di trimming, stavolta disponibile tramite il collegamento di
condensatori esterni come possiamo osservare in figura (Figura 3.8):
Figura 3.8 – Trimming dell'oscillatore a 32.768 Khz [R5]
Esiste una terza possibile fonte di temporizzazione per il timer deputato al wake-up del chip:
si  tratta  di  un  oscillatore  completamente  interno  al  MC13224  di  tipo  Ring  Oscillator,
progettato  per  avere  una  frequenza  nominale  di  2  Khz.  Le  sue  prestazioni  in  fatto  di
accuratezza  e  stabilità  sono  nettamente  inferiori  a  quelle  degli  oscillatori  che  sfruttano  i
cristalli esterni [R5], ma ha il pregio di essere realizzato con una circuiteria interna molto
semplice, così da assorbire una corrente molto limitata. 
Il ridotto consumo di corrente risulterà, come vedremo in seguito, particolarmente importante
nelle scelte progettuali che saranno affrontate.
Per esaurire la panoramica sulla generazione e la distribuzione del clock del chip MC13224
occorre  citare  la  possibilità  di  utilizzare,  per  il  Reference  Oscillator,  anche  cristalli  di
frequenza nominale diversa da 24 Mhz (ma compresa tra 13 e 26 Mhz) a patto di prevedere
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l'utilizzo del circuito PLL (Phase Loop Locked) integrato nel chip e il collegamento di un
ridotto numero di componenti esterni, come in figura seguente (Figura 3.9):
Figura 3.9 – Componenti esterni del PLL [R5]
3.1.3 – Soluzioni possibili per l'alimentazione
Il chip MC13224 può essere alimentato in tre modi:
• connessione diretta alla fonte di alimentazione (faremo riferimento ad una batteria);
• connessione alla fonte di alimentazione tramite regolatore esterno al chip;
• utilizzo di un Buck Regulator parzialmente integrato nel MC13224.
Le prime due modalità portano con sé degli evidenti ed inevitabili pro e contro:
• l'alimentazione  diretta  a  batteria  è  la  più  semplice,  ma  fa  si  che  la  tensione  che
alimenta il chip vari nel tempo per effetto della scarica della batteria stessa (fenomeno
che può causare problemi alla circuiteria interna);
• l'utilizzo  di  un  regolatore  esterno  garantisce  una  maggiore  stabilità  del  livello  di
tensione  in  ingresso  al  chip,  contribuendo,  tuttavia,  a  far  lievitare  il  numero  dei
componenti e le perdite del sistema, in base al proprio rendimento energetico.
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Vale la pena approfondire la questione legata alla terza modalità di alimentazione prevista: il
Buck  Regulator è  un  circuito  appartenente  alla  famiglia  dei regolatori  switching,  una
soluzione circuitale pensata per fornire tensioni stabilizzate a partire da sorgenti che possono
essere instabili, come una batteria, con un rendimento energetico superiore a quello tipico di
altri regolatori impiegati, come i regolatori lineari.
Il  principio su cui  si  basa il  funzionamento di  tutti  gli  alimentatori  di  switching è il  noto
fenomeno  della  carica  e  scarica  di  un  induttore,  ossia  dell'inerzia  della  corrente  che  lo
attraversa. Questa proprietà fisica, secondo la quale a seguito di una variazione discreta della
tensione  ai  capi  dell'induttore  si  ottiene  una  variazione  continua  della  corrente  che  lo
attraversa, è espressa dalla legge:
V  t=L · didt 
Combinando questo principio con il pilotaggio della tensione ai capi dell'induttore secondo
una modulazione PWM (Pulse Width Modulation), con variazioni tra 0 e un valore costante
VPK ad istanti di tempo variabili, è possibile ottenere il risultato di cui in figura (Figura 3.10):
Figura 3.10 – Schema di principio del buck regulator
La formula della  VOUT evidenzia come il  filtro  L-C, opportunamente dimensionato,  sia  in
grado di estrarre il valor medio del segnale PWM VPULSE, regolabile a piacere al variare di TON,
una volta fissato il valor massimo della tensione (VPK). Tenuto conto che il segnale PWM può
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essere  ottenuto  a  partire  da  una  tensione  continua  grazie  ad  un  semplice  circuito  di
accensione/spegnimento, per esempio basato su un transistore discreto, otteniamo il circuito
del buck regulator di figura (Figura 3.11):
Figura 3.11 – Circuito di principio del buck regulator
Se si considera lo  switch come un interruttore ideale pilotato dal circuito di controllo della
PWM, la sorgente continua VIN può essere inserita o disinserita ai capi filtro L-C che fornisce
la tensione VOUT al carico, sintetizzato da una resistenza. La funzione del diodo D è quella di
garantire  una  via  per  la  corrente  di  inerzia  dell'induttore  quando  il  tasto  è  aperto,  come
chiarito dalla figura seguente (Figura 3.12):
Figura 3.12 – Circolazione della corrente del buck regulator nelle fasi di funzionamento
Quanto  detto  finora  fa  stretto  riferimento  ad  una  topologia  circuitale  simile  a  quella
implementata nel MC13224. Per completezza va detto che i circuiti di questo tipo hanno il
limite di poter regolare tensioni in uscita di valore sempre inferiore a quello della tensione di
ingresso, da cui il nome di regolatori buck.
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All'interno del MC13224 sono presenti un MOS, delegato al compito di interruttore, e tutti i
circuiti di controllo della PWM necessari al funzionamento del buck regulator; è necessario,
invece,  collegare esternamente l'induttore e il  condensatore,  qualora si  desideri  ricorrere a
questa soluzione di alimentazione, come riportato in figura (Figura 3.13):
Figura 3.13 – Buck regulator nel MC13224 [R5]
Il diodo Zener presente nel circuito è opzionale [R5], può servire a proteggere il MOS interno
al chip dalle sovratensioni. Sempre in [R5] sono definite particolari specifiche a proposito
della scelta dell'induttore e della capacità. Il  valore di tensione regolata in ingresso al chip
risulta,  pertanto,  2  ÷  2,1  V  e  rimane  pressoché  costante,  grazie  alla  presenza  del  buck
regulator stesso, al diminuire della tensione esterna VDD  da 3,6 a circa 2,3 V [R5].
Riguardo  all'efficienza  del  circuito,  è  possibile  osservare  un  grafico  che  fornisce  delle
indicazioni sui vantaggi offerti da questa soluzione (Figura 3.14):
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Figura 3.14 – Efficienza del buck regulator del MC13224 [R5]
Il grafico è calcolato con tensione VDD = 2,5 V e al variare della corrente di carico. Freescale
raccomanda  di  disabilitare  il  buck  regulator  qualora  la  tensione  VDD,  ossia  quella  della
batteria, scenda al di sotto di 2,5 V, in quanto l'efficienza risulta fortemente degradata [R5].
Questa operazione può essere effettuata tramite apposite primitive software.
Riassumendo,  l'utilizzo  di  questa  soluzione  per  l'alimentazione  permette  di  coniugare  i
vantaggi  della  presenza di  un regolatore  all'ingresso del  chip,  mitigando lo  svantaggio di
incrementare le perdite del sistema, allo scopo di massimizzare la vita utile della batteria [R5].
Esistono tutta una serie di strumenti software pensati per gestire il funzionamento del buck
regulator, che saranno in parte descritti nei capitoli successivi, per la descrizione completa dei
dei quali si rimanda a [R5]. Completiamo la questione relativa all'alimentazione del circuito
presentando lo schema a blocchi della distribuzione interna delle tensioni di alimentazione
delle varie sezioni del chip MC13224 (Figura 3.15):
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Figura 3.15 – Distribuzione delle tensioni di alimentazione all'interno del MC13224 [R5]
La  tensione  di  batteria  è  utilizzata  direttamente  dai  blocchi  GPIO,  KBI  e  dal  Reference
Oscillator. Evidenziamo, invece, la presenza di regolatori lineari interni, che forniscono alle
altre varie sezioni del chip le seguenti tensioni:
• 1,8 V alla sezione NVM (Non Volatile Memory);
• 1,5 V alla sezione analogica a radiofrequenza (VCO) e al PLL;
• 1,2 V alla sezione digitale e al PLL;
• 0,9 V alla sezione digitale, al Ring Oscillator e all'oscillatore a 32 Khz.
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3.1.4 – Modalità di risparmio energetico
Nel  MC13224  sono  previste  soluzioni  per  diminuire  l'assorbimento  di  corrente
dall'alimentazione: queste modalità di funzionamento  low power, oppure, come le abbiamo
definite  finora,  di  sleep,  prevedono  la  disattivazione  di  alcuni  blocchi  circuitali  del  chip
stesso, coniugate con l'insieme delle tecniche e delle funzioni necessarie al loro ripristino.
In particolare, esistono tre modalità a basso consumo che è possibile attivare:
• Reset, modalità che garantisce il massimo risparmio di energia, ma nella quale il chip
è completamente inattivo (è garantito,  comunque,  un tempo di  riavvio del  sistema
inferiore a quello che otterremmo disinserendo fisicamente l'alimentazione);
• Doze,  modalità  nella  quale  è  disattivato ogni  blocco  del  chip eccetto  il  Reference
Oscillator e parte del modulo ADC;
• Hibernate, in cui è inattivo ogni blocco del MC13224 eccetto il Ring Oscillator.
Trascurando la modalità di reset, in entrambi i possibili stati di sleep del circuito sono previste
tecniche  per  conservare  parte  delle  informazioni  che  il  chip  stava  elaborando,  attraverso
funzionalità di RAM retention, per i dati contenuti, appunto, nella RAM del sistema, e MCU
retention,  per  i  valori  dei  registri  del  microcontrollore  integrato  nel  MC13224.  Queste
funzioni  sono  attivabili  separatamente  e  consentono  alcuni  gradi  di  libertà  in  merito  alla
quantità di dati da preservare,  tuttavia comportano variazioni nell'assorbimento di corrente
durante il periodo di sleep in cui sono attive.
Per  poter  valutare  quantitativamente  le  prestazioni  delle  modalità  low power in  merito  al
risparmio  energetico,  è  utile  descrivere  i  principali  stati  in  cui  si  può  trovare  il  sistema
contenuto nel MC13224, oltre ai già citati Reset, Doze e Hibernate:
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• Run,  in cui tutto il  sistema, eccetto che la parte a radio frequenza, è alimentato e
pienamente operativo;
• Idle, in cui il sistema è attivo come sopra, ma la CPU funziona a frequenza ridotta;
• Receive, in cui il sistema è completamente attivo, compresa la parte a radiofrequenza
delegata alla ricezione dei dati;
• Trasmit,  come sopra,  con l'unica differenza che stavolta la parte  a radiofrequenza
funzionante è quella che si occupa dell'invio dei dati;
Possiamo adesso  osservare  i  valori  a  proposito  della  corrente  assorbita  dall'alimentazione
(Tabella 3.2):
59
Modalità Tipica Massima Unità
Reset
Device is in reset condition and all GPIO at ground. 0,4 0,6 µA
Hibernate
RAM retained (8k, 32k, 64k, or 96k)
2KHz onboard oscillator or 32 kHz crystal oscillator
CPU off (stop mode)
wake-up from RTI timer, or external request
Radio off
ADCs not available
8 Kbyte RAM retention
32 Kbyte RAM retention
64 Kbyte RAM retention
96 Kbyte RAM retention
0,9
2,3
3,7
5,1
2,2
4,9
µA
µA
µA
µA
Doze
RAM retained (8k, 32k, 64k, or 96k)
Onboard 24 MHz oscillator on (high frequency accuracy)
CPU off (stop mode)
Radio off
ADCs available, but inactive
8 Kbyte RAM retention
32 Kbyte RAM retention
64 Kbyte RAM retention
96 Kbyte RAM retention
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70 µA
µA
µA
µA
Idle
All RAM active
Reference oscillator on (24 MHz) at 1.2 VDC
CPU on at 1 MHz
Reference clock available to all peripherals
Radio off
ADCs available, but inactive 0,85 0,95 mA
Run
All RAM active
Reference oscillator on (24 MHz) at 1.2 VDC
CPU on at reference frequency
Radio off
Reference clock available to all peripherals
ADCs available, but inactive 3,3 7,3 mA
Receive
All RAM active
Reference oscillator on (24MHZ) at 1.2 VDC
CPU on at 2 MHz
Radio RX on (receiving data)
Reference clock available to all peripherals
ADC_1 available, but inactive 22 25 mA
Transmit
All RAM active
Reference oscillator on (24MHZ) at 1.2 VDC
CPU clock at 2 MHz
Radio TX on (sending data @ 0 dBm)
Reference clock available to all peripherals
ADCs available, but inactive 29 31 mA
Tabella 3.2 – Corrente assorbita dal MC13224 nei vari stati [R4]
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Ricordando quanto detto a proposito delle prestazioni in accuratezza e stabilità dei vari tipi di
oscillatore disponibili,  è chiaro come l'unica differenza tra le modalità  low power  Doze e
Hibernate sia relativa alla precisione del periodo di  sleep, qualora esso sia gestito dal timer
interno,  e  come  le  conseguenze  dell'attivazione  di  un  circuito  oscillatore  più  o  meno
complesso si rispecchino direttamente sul risparmio di corrente assorbita.
Ulteriori considerazioni sull'utilizzo delle modalità di sleep saranno oggetto di discussione dei
prossimi capitoli. In questa fase è utile riassumere le possibili fonti di wake-up del sistema:
• Impulso su uno dei quattro ingressi KBI_4 ÷ KBI_7;
• Impulso proveniente da un timer denominato RTI.
Il funzionamento del modulo che si occupa di gestire il risveglio dalle modalità di sleep è
riassunto dallo schema seguente (Figura 3.16):
Figura 3.16 – Schema del modulo di sleep del MC13224 [R5]
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Senza entrare nel dettaglio, osserviamo la presenza di un banco di registri in grado di gestire
la scelta tra la fonte di temporizzazione desiderata (Reference Oscillator, Ring Oscillator o
oscillatore a 32 Khz) e il trimming del periodo di sleep desiderato, sfruttando i contatori a 32
bit e il comparatore presenti.
Esaurisce la panoramica sulle funzionalità di risparmio energetico messe a disposizione dal
chip MC13224 uno sguardo alla temporizzazione tipica del risveglio del sistema de una delle
modalità di sleep:
Figura 3.17 – Temporizzazione tipica di ripristino dallo stato di Hibernate [R5]
Si nota come il valore del tempo di ripristino tipico di 1,6 ms rispetti in pieno la specifica
ZigBee  relativa,  presentata  nel  capitolo  precedente,  che  impone  un  tempo  di  ripristino
massimo di 15 ms.
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3.1.5 – I convertitori analogico digitali
Il chip contiene moduli destinati alla funzionalità di conversione A/D, il cui schema a blocchi
è il seguente (Figura 3.18):
Figura 3.18 – Schema a blocchi del modulo ADC del MC13224
Si nota la presenza di due distinti convertitori (ADC1 e ADC2) in grado di condividere gli 8
ingressi analogici presenti nel circuito. È anche possibile osservare la presenza di un ulteriore
ingresso, nell'ADC1, utilizzato per campionare una partizione della tensione di alimentazione
(nello  schema supposta  a  batteria),  in  modo da  presentare  sul  bus  dati  il  valore  digitale
corrispondente alla tensione attuale della batteria. Questa informazione è utile per monitorare
la scarica della batteria stessa.
I dati convertiti dai moduli ADC sono immagazzinati in un registro FIFO (First In First Out).
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Ciascun canale dei convertitori può essere abilitato singolarmente, per cui l'ammontare dei
dati contenuti in tale registro varierà a seconda del numero di canali attivi.
Sono  presenti  dei  comparatori,  in  grado  anche  di  generare  segnali  di  interrupt per  il
microcontrollore integrato nel MC13224 qualora il valore campionato su uno specifico canale
sia maggiore o minore di determinati valori di soglia. La gestione di queste funzionalità è
possibile tramite appositi registri di sistema, previsti per ciascun canale.
La particolare rete di distribuzione e divisione del clock presente nello schema (Prescaler,
Timer, Sequencer) provvede alla suddivisione del tempo di lavoro tra i vari canali dei due
ADC presenti.
Rimandando a [R5] per ogni approfondimento su caratteristiche, prestazioni e funzionamento
dettagliato del modulo di conversione analogico-digitale, concludiamo la sua presentazione
ricordando, dalla piedinatura del MC13224, la presenza di quattro ingressi necessari  per i
riferimenti  di  tensione  indispensabili  al  processo  di  conversione:  ADC1_VREFH,
ADC2_VREFH  (per  il  valore  massimo),  ADC1_VREFL,  ADC2_VREFL  (per  il  valore
minimo).
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3.1.6 – Ulteriori funzionalità
Conclude la presentazione del MC13224 una panoramica sulle altre funzionalità supportate di
cui è stato fatto uso nel lavoro oggetto di questo elaborato, ma ritenute di scarso interesse dal
punto di vista analitico e, pertanto, descritte più in breve.
• Radio transceiver
Il  modulo  (Figura  3.19)  è  composto  da  un  modem  e  da  un  ricetrasmettitore
completamente compatibili  con lo standard 802.15.4. Il  chip integra al  suo interno
anche un  balun  e uno  switch di antenna per consentire il  collegamento di un'unica
antenna  single-ended per la ricetrasmissione.  È comunque prevista la possibilità  di
collegare un ricetrasmettitore esterno al chip, che sostituiscano la circuiteria interna
qualora siano necessarie prestazioni superiori a quelle disponibili.
Figura 3.19 – Schema a blocchi del radio transceiver del MC13224 [R5]
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• Memoria ROM, RAM, NVM
Come già  citato  in  precedenza,  all'interno  del
chip sono presenti risorse di memoria di diverso
tipo.  In  particolare,  è  presente  una  memoria
ROM  (Read  Only  Memory)  di  80  KB,
contenente  il  software  di  base,  realizzato  da
Freescale stessa,  di  gestione dell'avvio e delle
funzionalità  hardware  basilari  del  MC13224.
Sono  inoltre  disponibili  96  KB  di  memoria
RAM (Random Access  Memory),  suddivisi  in
pagine  per  una  migliore  distribuzione  delle
risorse (Figura 3.20), che vengono utilizzati dal
microcontrollore per i dati correntemente in uso. L'utente può invece servirsi dei 128
KB di memoria NVM (Non Volatyle Memory), di tipo Flash, per salvare i propri dati di
applicazione in maniera permanente anche allo spegnimento del dispositivo.
L'accesso alla  NVM avviene in  modo seriale  tramite un modulo SPI dedicato.  La
cancellazione della stessa può essere ottenuta per via hardware attraverso un'opportuna
combinazione di valori logici sugli ingressi ADC2_VREFH e ADC2_VREFL del chip.
• Bootloader
Questo  programma,  che  risiede  nella  ROM,  si  occupa  di  inizializzare  il  sistema
contenuto nel MC13224, mandando in esecuzione il firmware contenuto nella NVM,
se disponibile, o caricandone uno nella RAM, prima di eseguirlo. Le possibili sorgenti
per il programma in RAM, nell'ordine in cui il bootloader tenta di accedervi, sono:
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Figura 3.20 – Memory Map
◦ Dispositivo esterno, collegato tramite la porta UART1;
◦ Dispositivo esterno, collegato tramite la porta SPI (in configurazione slave);
◦ Memoria FLASH esterna, tramite la SPI (in configurazione master);
◦ Memoria EPROM esterna, collegata tramite la porta I2C.
• CRM (Clock Reset Module)
Questo modulo (Figura 3.21) è il responsabile di tutte le funzionalità di gestione del
clock e delle modalità di sleep precedentemente descritte, oltre ad alcune funzionalità
(come il bus stealing) per la descrizione delle quali si rimanda a [R5]
Figura 3.21 – Il modulo CRM [R5]
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• ARM7TDMI-S CPU (Central Processing Unit)
Processore della famiglia ARM 7, questa CPU a 32 bit si occupa di tutte le funzioni di
elaborazione del MC13224.
• ITC (Interrupt Controller)
Questo modulo gestisce l'assegnazione del tempo di elaborazione della CPU presente
nel sistema ai vari moduli del sistema che ne fanno richiesta tramite appositi impulsi,
secondo un predeterminato ordine di priorità.
• ASM (Advanced Security Module)
Modulo delegato alla gestione delle funzionalità di  sicurezza del  chip,  ovvero alla
cifratura e decodifica dei dati secondo lo standard AES-128 bit introdotto nel capitolo
precedente.
• MACA (MAC Accelerator)
Questo dispositivo lavora congiuntamente al  radio transceiver per  ridurre il  carico
computazionale della CPU in tutte le operazioni necessarie alla ricetrasmissione. Ad
esempio si occupa di formattare i dati da trasmettere secondo il formato di pacchetto
standard 802.15.4 visto in precedenza.
Rimandiamo  a  [R4]  ed  a  [R5]  per  la  descrizione  completa  di  ognuna  delle  funzionalità
descritte, con le relative prestazioni.
68
3.2 – Driver forniti da Freescale
Il  produttore  del  MC13224  mette  a  disposizione  dell'utente  un  insieme  di  componenti
software, che risiedono per la maggior parte nella ROM del chip stesso, capaci di pilotare e
gestire tutte le funzionalità hardware descritte, in ogni loro minima possibilità. Oltre al già
citato  Bootloader,  sono  infatti  presenti  i  Driver,  raccolte  di  primitive  invocabili  dal
programma applicativo dell'utente per interagire con le periferiche del sistema.
Una completa descrizione di tali primitive, disponibile in [R7] esula dagli scopi di questo
elaborato. Verrà comunque a breve descritto, negli ultimi paragrafi di questo capitolo, come
sia possibile accedere a queste ed a tutte le altre risorse software fornite da Freescale per
lavorare con il MC13224.
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3.3 – Il kit di sviluppo 1322x
Abbiamo accennato, nel capitolo introduttivo, alla presenza di un kit di schede di sviluppo
basate sul chip MC13224, utilizzato in questo lavoro per la stesura della versione iniziale del
firmware di cui in oggetto. Questo kit, fornito da Freescale insieme con gli strumenti software
necessari al suo utilizzo ed a quelli hardware per la programmazione, è composto da:
• Network Node
Figura 3.22 – Network Node 1322x [R8]
Questa scheda (Figura 3.22) mette a disposizione tutto il necessario per sfruttare le
potenzialità  del  MC13224  per  quanto  visto  finora  (come  cristalli  e  regolatori  di
tensione).  Inoltre  sono  presenti:  antenna  integrata,  connettore  per  antenna  esterna
opzionale,  connettore  USB,  schermo  LCD  retroilluminato,  LED,  tasti  e  joystick,
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sezione  audio  con  jack  di  ingresso/uscita  e  stadi  amplificatori,  buzzer  sonoro,
connettori JTAG, NEXUS e GPIO generici. Può essere alimentata a batteria (di tipo
AA, come per le prossime schede), tramite USB o adattatore esterno. È pensata per
fungere da coordinatore della rete ZigBee, ma può essere impiegata anche come router
o come end node.
• Sensor Node
Figura 3.23 – Sensor Node 1322x [R9]
Questa scheda (Figura 3.23), di dimensioni inferiori alla precedente, offre le seguenti
funzionalità: antenna integrata, connettore JTAG, USB e GPIO generici, tasti, LED e
joystick, buzzer sonoro, sezione audio con jack di ingresso/uscita e stadi amplificatori,
alimentazione  a  batteria,  USB  o  tramite  adattatore  esterno,  sensore  di  pressione,
sensore di temperatura, sensore accelerometrico triassiale XYZ. Il ruolo per cui è stata
ideata è, ovviamente, quello di nodo sensore della rete ZigBee, ma può fungere anche
da router o coordinatore, a discrezione dell'utente.
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• Low Power Node
Figura 3.24 – Low Power Node 1322x [R10]
Scheda  ancora  più  piccola  (Figura  3.24),  con  a  disposizione:  antenna  integrata,
connettore JTAG e GPIO generici, tasti, led e joystick, soluzioni di alimentazione a
batteria o con adattatore esterno.
• USB Node
Figura 3.25 – Usb Dongle 1322x [R11]
Questa chiave USB (Figura 3.25) contiene, oltre al chip MC13224 e alla circuiteria
necessaria  per  farlo  funzionare,  un'antenna integrata  ed  un unico  tasto  di  reset.  È
pensata principalmente per interfacciare un PC con la rete ZigBee, per esempio per
“catturare” i pacchetti scambiati e presentarli a video. Può essere comunque impiegata
anche per qualsiasi altro scopo.
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Per i dettagli sulle caratteristiche e sul funzionamento di tutte le schede del kit 1322x appena
presentate, rimandiamo ai rispettivi Reference Manual, [R8], [R9], [R10], [R11].
Per la programmazione di tali schede, viene fornito anche un emulatore JTAG con interfaccia
USB,  realizzato  da  IAR  Systems  e  denominato  J-Link  (Figura  3.26).  Tramite  questo
strumento, in tandem con apposite soluzioni software, è possibile programmare e debuggare
microcontrollori della famiglia ARM 7, come quello integrato nel chip MC13224. I dettagli
sulle sue funzionalità e sul suo funzionamento sono disponibili, per approfondimenti, in [R12]
Figura 3.26 – IAR Systems J-Link [R12]
3.4 – Gli strumenti software Freescale
La soluzione Freescale dedicata allo ZigBee si completa di una dotazione software completa
sia degli strumenti necessari a gestire la programmazione e la verifica delle schede del kit di
sviluppo e delle proprie schede, sia di una raccolta di codice in linguaggio C che costituisce la
particolare implementazione del protocollo ZigBee.
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3.4.1 – BeeStack
Il  protocollo standard ZigBee è stato implementato da Freescale in un codice denominato
BeeStack.  Questa raccolta  software  in  linguaggio  C è  pienamente  compatibile  con i  chip
MC13224 ed è costituita da:
• primitive e strutture che implementano i livelli PHY e MAC dello standard 802.15.4;
• primitive e strutture dati che implementano i vari moduli del protocollo ZigBee;
• un kernel per il multitasking, di cui parleremo a breve;
• i  driver  per  la  gestione  di  tutti  i  componenti  hardware  del  chip  MC13224,  o,
quantomeno, un'interfaccia per le corrispondenti primitive, qualora le funzioni siano
contenute, come detto, nella ROM di sistema;
Tutti questi moduli sono struttrati in uno  stack, in cima al quale si posiziona l'applicazione
specifica scritta dall'utente, come riassunto nello schema seguente (Figura 3.27)
Figura 3.27 – Schema a blocchi del BeeStack [R3]
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Il kernel di gestione del multitasking, denominato Event Scheduler, si occupa di assegnare le
risorse  di  elaborazione  del  sistema ai  processi  (task)  in  lista  d'attesa  per  l'esecuzione,  in
particolare tra i task relativi alle quattro entità dello stack ZigBee di figura 3.28, che saranno
descritte in dettaglio nel capitolo 5. La richiesta, che viene chiamata  evento, è inviata allo
Scheduler da un processo in esecuzione e contiene l'informazione sulla specifica operazione
del processo di destinazione che si desidera invocare.
Figura 3.28 – Multitasking nel BeeStack [R3]
Lo Scheduler si occupa di ricevere tutte le richieste ed assegnare il controllo della CPU del
sistema al  processo destinatario  con priorità  maggiore,  comunicandogli  anche la  specifica
operazione da eseguire. Un esempio del funzionamento di questo meccanismo di multitasking
basato su eventi sarà presentato nel capitolo 6. 
In  conclusione,  il  BeeStack contiene  il  codice necessario  a pilotare il  chip MC13224 per
realizzare la maggior parte delle funzioni previste dallo standard ZigBee. 
È bene sottolineare come tale risorsa software sia tuttora in fase di sviluppo e completamento
da  parte  del  produttore  (durante  il  lavoro  in  oggetto  sono  state  rilasciate  due  versioni
successive  del  codice  originale  utilizzato),  con  gli  inevitabili  inconvenienti  che  questo
comporta  per  l'utente  finale,  parte  delle  quali  sono  state  affrontate  e  saranno  oggetto  di
discussione nei capitoli successivi.
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3.4.2 – BeeKit
Il BeeStack viene fornito all'utente all'interno di un pacchetto software per PC denominato
BeeKit. Questo strumento offre l'interfaccia necessaria alla configurazione della maggior parte
dei parametri utili per personalizzare la propria applicazione, previsti dal protocollo ZigBee.
Consente di accedere, infatti, a specifiche procedure guidate passo-passo e ad una raccolta di
esempi  realizzati  da  Freescale  allo  scopo  di  generare  una  versione  del  codice  BeeStack
personalizzata per la propria applicazione.
In [R13] è disponibile un esempio commentato della procedura necessaria a personalizzare e
programmare nelle schede del kit 1322x una delle applicazioni di prova forniti da Freescale,
utile per farsi un'idea della semplicità di utilizzo del BeeKit. Un'analoga guida passo-passo,
specifica per il programma da noi realizzato, sarà presentata nel capitolo dedicato.
Oltre  all'interfaccia  e  alle  funzionalità  già  presentate,  il  pacchetto  software  del  BeeKit  di
Freescale contiene anche:
• supporto per protocolli di comunicazione diversi da ZigBee (SMAC, SynkroRF);
• supporto per hardware diverso dal MC13224;
• interfacce PC compatibili di alcune applicazioni ZigBee di esempio, come la Weather
Station;
• interfaccia  grafica  generica  PC  compatibile  per  visualizzare  schematicamente
topologia e funzionalità base di una rete ZigBee, denominata ZeD (ZigBee Enviroment
Demonstration);
• interfaccia TestTool: come sarà ampiamente discusso in seguito, questo programma
può essere utilizzato per  programmare  le  schede  basate  su chip MC13224 tramite
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interfaccia USB, in alternativa all'uso del J-Link, e fornisce un'interfaccia grafica per il
modulo ZTC (ZigBee Test Client).;
Esaurisce la panoramica sugli  strumenti  software necessari  allo svolgimento del  lavoro in
oggetto  la  presentazione  del  software  IAR  Embedded  Workbench,  un  programma  PC
compatibile,  distribuito  separatamente dal  BeeKit,  che svolge le  funzioni di  editor,  linker,
compilatore e debugger per il linguaggio C. 
Tramite  questo  software  è  possibile  modificare  manualmente  ogni  dettaglio  del  codice
BeeStack generato dalle  procedure guidate dell'interfaccia del  BeeKit,  quindi  elaborarlo e
tradurlo in un linguaggio macchina compatibile con il nostro chip (in un unico file binario) e,
infine, trasferirlo alla memoria di programma del componente tramite l'utilizzo del J-Link,
offrendo  anche  funzionalità  di  emulatore  e  debugger utili  nello  sviluppo  del  programma
stesso.
Il già citato esempio contenuto in [R13] contiene indicazioni di massima anche sul ruolo e sul
funzionamento del programma IAR Embedded Workbench. In estrema sintesi, la procedura
necessaria  alla  realizzazione  di  una  proprio  applicazione  ZigBee  tramite  gli  strumenti
presentati è la seguente:
• definizione,  attraverso  la  procedura  guidata  del  BeeKit,  dei  parametri  della  rete
ZigBee e dell'applicazione che si vuole realizzare;
• generazione  automatica  del  codice  BeeStack  relativo  e  sua  esportazione  verso  il
programma di editor, sempre ad opera del BeeKit;
• modifica  manuale  del  codice  tramite  IAR  Embedded  Workbench,  allo  scopo  di
definire ogni dettaglio della propria applicazione e implementare funzioni o oggetti
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software non compresi nel codice BeeStack.
• Compilazione  del  codice  realizzato,  sempre  ad  opera  del  medesimo programma e
programmazione dello  stesso sulle  schede  cui  è  destinato tramite  J-Link  o tramite
collegamento USB, avvalendosi del programma TestTool
Esiste un altro possibile strumento per programmare le schede dotate di chip MC13224, reso
disponibile da Freescale durante il tempo di svolgimento del lavoro in oggetto, denominato
SSL (Second Stage Loader). Questa soluzione è costituita da una componente software PC
compatibile, accessibile a riga di comando, e da un modulo firmware capace di interagire con
il file binario compilato della propria applicazione per trasferirlo, tramite collegamento USB,
nella memoria di programma del chip.
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Capitolo 4
Progetto dell'hardware della SensorBoarD
4.1 – La SensorBoarD
La  nostra  scheda  è  stata  progettata  per  svolgere  il  compito  di  ZigBee  End  Device,  nel
significato visto al capitolo 2. Il chip MC13224, intorno al quale è stata progettata la scheda
stessa, dispone di una versatilità, di cui ampiamente discusso al capitolo precedente, tale da
permettere di utilizzare la scheda anche come ZigBee Coordinator o Router, come vedremo in
seguito.  Tuttavia,  in  accordo  con  il  ruolo  inizialmente  assegnatole,  abbiamo  scelto  di
chiamarla SensorBoarD, visto che contiene i sensori necessari a implementare le funzionalità
di allarme previste nel nostro sistema. In particolare, sono stati presi in esame (Figura 4.1):
• sensori di temperatura;
• sensori di contatto magnetici;
• sensori di luminosità;
• sensori di rilevazione della presenza.
Mentre è evidente la funzione che possono svolgere in un sistema di allarme i sensori  di
contatto,  in  grado  di  segnalare  l'apertura  di  porte  o  finestre,  e  i  sensori  di  presenza,  è
necessario un breve chiarimento sulle altre due tipologie di sensori prese in considerazione.
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L'informazione sulla temperatura dell'ambiente è quasi un requisito minimo di un sistema di
domotica, anche solamente presa come dato a sé stante, per cui una scheda pensata per una
futura distribuzione commerciale deve prevedere un sensore dedicato. Inoltre, non è difficile
immaginare il ruolo che possa avere tale informazione nella sicurezza antincendio, possibile
evoluzione futura del nostro sistema di cui saranno fornite a breve alcune indicazioni.
Il  sensore di  luminosità,  in  prima ipotesi,  può servire a  riconoscere il  giorno dalla  notte,
informazione marginalmente utile per configurare la sicurezza del sistema, ma importante per
la  futura  implementazione  di  tecniche  di  risparmio  energetico.  Sarà  inoltre  oggetto  di
discussione il possibile utilizzo di un particolare sensore di luminosità come fonte di energia.
Figura 4.1 – Panoramica dei sensori presi in esame
Riassumendo, la panoramica di sensori, oggetto del presente capitolo, va intesa in un'ottica
specifica del singolo nodo sensore di allarme, ma anche in quella più estesa di un completo
sistema domotico come quello presentato nel capitolo introduttivo.
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I sensori sono stati scelti sia in base a:
• criteri  tecnici,  come  la  risoluzione  o  i  consumi,  particolarmente  importanti  vista
l'alimentazione a batteria della nostra scheda;
• considerazioni economiche, ricercando il giusto compromesso tra prezzo e prestazioni
di una scheda pensata per una futura produzione industriale. 
L'obiettivo prefissato è quello di realizzare un sistema completo (riassunto nello schema a
blocchi  di  figura  4.2),  con  determinate  specifiche  ed  un  prezzo  del  singolo  pezzo  (alla
produzione) dell'ordine di 10 €. Partendo dal presupposto che il solo chip MC13224 ha un
prezzo indicativo presso il produttore di circa 5 € (per ordini di grandi volumi), si capisce
quanto  il  fattore  economico  sia  decisivo  nella  scelta  dei  singoli  componenti,  come verrà
approfondito per ogni specifico caso.
Tutti i prezzi che saranno riportati in seguito fanno riferimento al singolo componente e sono
stati rilevati presso i principali rivenditori online di componenti elettronici (Farnell, Digikey,
RS, Mouser e altri) nel periodo in cui è stato svolto il lavoro in oggetto.
Figura 4.2 – Schema a blocchi di massima della SensorBoarD
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4.2 – Il sensore di temperatura
In  commercio  esistono  innumerevoli  sensori  di  temperatura,  differenti  per  tecnologia
realizzativa,  tipo  di  segnale  in  uscita  (analogico  o  digitale),  accuratezza,  dimensioni  e,
inevitabilmente, prezzo.
Il  nostro interesse si è rivolto verso sensori  analogici attivi,  che possiamo interfacciare al
MC13224 grazie agli ADC integrati: questi sensori sono più economici di quelli digitali e
necessitano di meno componenti aggiuntivi di adattamento e interfaccia rispetto ai passivi.
I sensori analogici attivi possono essere distinti in due grandi categorie, in base all'andamento
della caratteristica (temperatura, tensione di uscita): lineari e non lineari. I primi forniscono un
segnale più semplice da tradurre per il  sistema di elaborazione, pertanto la nostra scelta è
ricaduta su di loro, avendo a disposizione le limitate risorse computazionali e di memoria di
cui al capitolo precedente.
A proposito della risoluzione del sensore, dell'accuratezza e del suo range di utilizzo, i valori
che abbiamo scelto come riferimento sono una minima variazione di temperatura rilevabile di
0,5 ÷ 1° C con un'accuratezza di 0,5 ÷ 1° C e un intervallo indicativo di 0 ÷ 70° C. Tali valori
sono  ritenuti  sufficienti  per  rappresentare  la  temperatura  dell'ambiente  (quindi,
sostanzialmente dell'aria) per gli scopi di nostro interesse.
La nostra scheda disporrà di una o più batterie in grado di fornire una tensione iniziale di 3 V,
scelta in base ai requisiti del componente principale della scheda, il MC13224. Anche tutti gli
altri componenti, quindi, dovranno essere adatti a lavorare con tensioni di quell'ordine.
Abbiamo preso in esame i seguenti sensori di temperatura (Tabella 4.1):
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Tabella 4.1 – Confronto sensori di temperatura
Il  sensore scelto è il  MCP9700AT-E/LT. Differisce dal TT solo per il
package più piccolo (Figura 4.3), denominato SC70. A sostanziale parità
di prezzo, infatti, la dimensione del componente è un parametro molto
importante per contenere le dimensioni totali della scheda. 
Il sensore MCP9700AT-E/LT offre un'accuratezza tipica sufficiente in un
range  più  esteso  di  quello  minimo,  con  un  assorbimento  massimo  di
corrente tra i più bassi. 
È  evidente  come  il  fattore  economico  pesi  sulla  nostra  scelta:  il  sensore  scelto  offre
prestazioni sostanzialmente equivalenti a quelle del  MAX6605, con un prezzo inferiore di
oltre un ordine di grandezza!
Il  MCP9700AT-E/LT è pensato specificamente per il  collegamento diretto agli ADC di un
microcontrollore [R14] senza necessità di alcun componente aggiuntivo.
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Figura 4.3
SOT-23 e SC70 
[R14]
Componente Produttore Vcc [V]  Accuratezza [°C] S [mV/°C] Range [°C] Max I [uA] Prezzo [$]
(typ) (max)
TC1046 microchip 2.7 – 4.4 0.5 3 6.25 -40 / 125 60 n.d.
TC1047 microchip 2.7 – 4.4 0.5 3 10 -40 / 125 60 n.d.
LM94022 national 1.5 – 5.5 1.5 2.7 -5.5 / -13.6 -50 / 150 9 0,95
FM20 fairchild 2.4 – 6 1 5 -11.77 -55 / 130 12 1,21
STLM20 stm 2.4 – 5.5 1.5 2.5 -11.77 -55 / 130 10 0,92
S58LM20 seiko 2.4 – 5.5 2.5 2.5 -11.77 -55 / 130 6 1,85
DS600 maxim 2.7 – 5.5 0.5 0.75 6.45 -40 / 125 140 >5
MAX6605 maxim 2.7 – 5.5 0.75 3 11.9 -55 / 125 10 >5
MCP9700AT-E/TT microchip 2.3 – 5.5 1 4 10 -40 / 125 12 0,39
MCP9700AT-E/LT microchip 2.3 – 5.5 1 4 10 -40 / 125 12 0,41
4.2.1 – Problematiche di impiego del MCP9700AT-E/LT
Per alimentare il sensore, la nostra idea è quella di utilizzare una uscita GPIO del MC13224,
in modo da poter attivare il MCP9700AT-E/LT solo per brevi intervalli di tempo, allo scopo di
ridurre  il  consumo  energetico  [R14].  Per  implementare  questa  soluzione  è  necessario
affrontare e risolvere le seguenti problematiche:
• Turn on time: l'intervallo di tempo, definito come il tempo che intercorre tra l'istante in
cui si  alimenta il  sensore e quello in cui  esso fornisce un'uscita utile,  che serve al
circuito  interno  al  MCP9700AT-E/LT per  andare  a  regime.  Perché  sia  possibile,  o
meglio  efficace,  pilotare  il  sensore  in  modalità  on/off,  è  necessario  che  questo
intervallo di tempo sia il più breve possibile. In particolare, in figura 3.17, al capitolo
precedente, è riportata la temporizzazione tipica di ripristino del MC13224, da cui si
evince come la parte logica del chip, e quindi i GPIO, sia alimentata circa 700 µS
prima degli ADC. Da [R14] risulta che il  turn on time (o settling time) del sensore è
inferiore  a  800  µs,  come  si  nota  nella  caratteristica  (tempo  dall'istante  di
alimentazione, tensione di uscita del circuito) (Figura 4.4):
Figura 4.4 – Tensione di uscita del MCP9700AT-E/LT nel tempo [R14]
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Sarà  quindi  sufficiente  attendere  solo  altri  100  µs,  a  partire  dall'istante  di
alimentazione degli ADC, prima di attivare il campionamento della tensione di uscita
del sensore perché il valore campionato rappresenti un'informazione valida. Nel nostro
caso non servono particolari timer per generare tale ritardo: dovendo utilizzare, per i
nostri scopi, la funzionalità di ripristino dei dati dalla RAM è sufficiente attendere il
termine della stessa prima di attivare gli ADC. Sempre dalla figura 3.17, infatti, si nota
come quest'ultima funzionalità richieda tempi dell'ordine dei millisecondi.
• Power supply noise: inteso come il rumore introdotto sul segnale di tensione di uscita
a causa dei disturbi presenti sull'alimentazione del circuito sensore. Questo fenomeno
è da tenere di conto in quanto vogliamo alimentare il sensore con la tensione di uscita
di un circuito digitale, in prima approssimazione continua, ma che potrebbe contenere
nel suo spettro componenti alla frequenza del clock del MC13224 (Internal Digital
Switching Noise in [R14]). Una soluzione può essere l'utilizzo di una squadra R-C
sull'ingresso  di  alimentazione  del  sensore,  in  modo  da  disaccoppiarlo  dai  disturbi
digitali. Il circuito di interfaccia consigliato in [R14] è il seguente (Figura 4.5):
Figura 4.5 – Circuito di interfaccia del MCP9700AT-E/LT
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• Tensione di alimentazione: da [R4] e [R5] risulta come il livello di tensione minimo di
valore  logico  HIGH di  un  GPIO (denominato  VOHmin)  sia  l'80% della  tensione  di
batteria.  Abbiamo  scelto  di  utilizzare  batterie  da  3  V,  pertanto  il  sensore  sarà
inizialmente  alimentato  da  una  tensione  minima  di  2,4  V.  Supponendo  di  voler
garantire il corretto funzionamento della scheda SensorBoarD nel tempo, anche con
una tensione di batteria fino a 2,1 V (valore minimo di tensione di alimentazione del
MC13224 [R4]), dovremmo garantire il funzionamento del sensore con tensione di
alimentazione di 1,68 V, inferiore a quella minima riportata in [R14]. 
Se così  non fosse,  per  non  rinunciare  alla  funzionalità  on/off  saremmo costretti  a
ricorrere ad un collegamento come quello presentato in figura 3.4 per il sensore B, con
il vantaggio di poter sfruttare la tensione di batteria, a meno della caduta sul FET, e lo
svantaggio di costo e spazio causato dalla presenza di un componente in più, il FET.
Dalla  caratteristica (tensione  di  alimentazione,  tensione di  uscita)  (Figura 4.6)  del
sensore si deduce come l'uscita, fissata la temperatura, si mantenga costante anche per
valori di tensione di alimentazione inferiori alla tensione minima dichiarata di 2,3 V:
Figura 4.6 – Tensione d'uscita al variare di quella d'alimentazione MCP9700AT-E/LT
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Tuttavia  si  deve  tener  conto  di  come  la  tensione  di  uscita  vari  al  variare  della
temperatura,  secondo  la  caratteristica  lineare  del  sensore  in  oggetto;  inoltre  è
necessario verificare anche l'ordine di grandezza e il  comportamento della corrente
assorbita dall'alimentazione del MCP9700AT-E/LT, per tener conto della caduta sulla
resistenza del circuito di interfaccia di cui al punto precedente (Figura 4.7):
Figura 4.7 – Tensione di uscita e corrente assorbita al variare della temperatura
La caduta massima sulla resistenza della squadra R-C può essere calcolata come:
V Rmax=R1 · I DDmax=200 [Ω] ·10 · [µA ]=2 mV
e  può  essere,  pertanto,  considerata  sempre  trascurabile,  rispetto  alla  tensione  di
alimentazione,  dell'ordine  dei  Volt.  Tornando,  quindi,  al  problema della  “stabilità”
della tensione di uscita al  variare della tensione di alimentazione e al variare della
temperatura non è possibile ottenere una risposta esaustiva da [R14], pertanto questa
problematica sarà oggetto dei test di cui nel seguito del presente capitolo.
Anche le problematiche inerenti il migliore posizionamento del sensore di temperatura
nel layout della scheda SensorBoarD saranno brevemente discusse al termine di questo
capitolo.
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4.3 – Il sensore magnetico di contatto
Una delle tecniche impiegate per rilevare lo stato di apertura o chiusura di una porta o di una
finestra,  in  un  sistema  di  allarme,  è  quella  di  utilizzare  particolari  interruttori  magnetici,
sensibili  alla  presenza  di  un  campo  magnetico  come  quello  generabile  da  un  magnete
permanente, posto nelle immediate vicinanze del sensore stesso.
Questi componenti sono detti Reed switch e ne esistono sostanzialmente due famiglie: quelli
normalmente aperti (NO), in cui il contatto elettrico si chiude solo in presenza del magnete
permanente, e quelli normalmente chiusi (NC), come riassunto in figura (Figura 4.8):
Figura 4.8 – Reed switch normalmente aperti (a sinistra) e chiusi (a destra)
Data  la  semplicità  di  questo  componente,  sostanzialmente  costituito  da  due  lamine
ferromagnetiche  in  un  involucro  solitamente  di  vetro,  non  ci  sono  particolari  requisiti
specifici: ogni reed presente sul mercato è più che sufficiente a realizzare un efficace contatto
elettrico, a patto di rispettare i limiti sulla massima corrente che può scorrervi, mentre, dal
punto di vista magnetico, la sensibilità ai campi magnetici dei dispositivi commerciali è più
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che sufficiente a consentire  il  corretto rilevamento della presenza del  magnete esterno, in
funzione, comunque, della distanza dal sensore e delle specifiche del magnete stesso.
Pertanto  la  scelta  di  questo  componente  è  stata  dettata  più  dalla  scelta  tecnologica  sul
montaggio dei componenti, nel nostro caso SMT (Surface Mounting Technology), e in base al
prezzo minore.  Sono stati  presi  in esame solamente reed di  tipo NO, vista la difficoltà  a
reperire sul mercato quelli di tipo NC, nonostante avremmo preferito, per le ragioni di cui a
breve, un sensore di quest'ultimo tipo.
Sono stati presi in esame reed prodotti da Meder (MK15, MK16...), Src Devices (famiglia
FR2xxx), Coto Technologies (RI80 e FR2xxx) e Hamlin (famiglia MDSM).
La scelta è ricaduta sul più economico  Hamlin MDSM4R  (prezzo indicativo di 0,84 $, in
quantità), che differisce dal MDSM7R per una minor portata, intesa
come  distanza  per  cui  presenta  una  certa  sensibilità  ai  campi
magnetici, ritenuta sufficiente per la nostra applicazione specifica.
Questo sensore sopporta correnti dell'ordine dell'Ampere e tensioni di centinaia di Volt [R15],
quindi  abbondantemente  superiori  a  quella  alle  quali  potrà  essere  sottoposto  nella  nostra
scheda. 
Le altre sue caratteristiche elettriche (resistenza di contatto, capacità di contatto, frequenza di
risonanza) e fisiche (resistenza agli shock e alle vibrazioni) sono ritenute più che adeguate alla
sua destinazione d'uso. Intendiamo infatti montarlo sul bordo esterno della SensorBoarD, che
sarà installata sulla parte mobile della porta o finestra di cui si vuol rilevare l'apertura, con il
magnete permanente sulla parte fissa, come in figura seguente (Figura 4.9):
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Figura 4.9 – Installazione tipica della SensorBoarD
4.3.1 – Soluzioni di collegamento del reed al MC13224
Facendo riferimento alla figura 3.4, è facile intuire come il collegamento del generico switch
SW1 ben si addica al nostro reed, in quanto permette, senza utilizzare nessun componente
esterno, di implementare la funzionalità desiderata. Collegato sull'ingresso KBI, infatti, il reed
può agire da fonte di wake up e impulso di interrupt, come visto al capitolo precedente.
La  nostra  scheda  deve  essere  in  grado  di  rilevare  l'apertura  della  porta  o  finestra  e
comunicarla tempestivamente alla rete ZigBee, per ovvie ragioni di sicurezza, per cui questa
informazione deve poter svegliare il chip dall'eventuale stato di sleep.
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Nell'ottica della riduzione della corrente assorbita dalla batteria, si può pensare di collegare, in
serie al reed, un resistore che limiti la corrente quando il MDSM4R è chiuso. Tenendo anche
contro dell'inevitabile presenza di una resistenza interna di pull-up o pull-down, come detto, il
circuito di questa ipotesi d'interfaccia tra reed e MC13224 è il seguente (Figura 4.10):
Figura 4.10 – Collegamento semplice del reed al MC13224
Il valore della resistenza R1 può essere calcolato tenendo conto di due fattori contrapposti: da
un lato vorremmo che la resistenza esterna sia il più grande possibile, per ridurre la corrente
assorbita, dall'altro va tenuto conto della necessità di rispettare i livelli  logici dell'ingresso
digitale KBI, in particolare della minima tensione di ingresso riconosciuta dal MC13224 come
livello logico HIGH (VIHmin), che vale il 70% della tensione di batteria [R4], per cui, sempre
facendo riferimento alla figura 4.10, dobbiamo imporre che:
V IN=V BATT−R1· I=V BATT−V BATT ·
R1
R1RPD
≥V IHmin
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Da questa equazione si ottiene il valore massimo della resistenza esterna e, di conseguenza,
quello della corrente assorbita. Calcoliamo due valori, uno per ognuno dei due estremi del
range di RPD presentato al capitolo precedente, rispettivamente 50 KΩ e 70 KΩ (VBATT = 3 V):
R1max=RPD ·
V BATT
V IHmin
−1=21,5 KΩ; 30 KΩ
I max=
V BATT
R1RPD
=41,96µA ;30µA
Confrontando questo valore con quelli dell'assorbimento del chip MC13224 di cui al capitolo
precedente,  è  evidente  come questa  prima  soluzione  di  collegamento  non  sia  praticabile.
Inoltre, come detto, è necessario usare un reed di tipo NO per ragioni commerciali: questo
comporta una situazione normale di funzionamento del nostro circuito come quella presentata
in figura 4.9. Ipotizzando che per la maggior parte del tempo di lavoro della SensorBoarD la
porta o la finestra cui facciamo riferimento resti  chiusa (e non potrebbe essere altrimenti,
trattandosi di un sistema di allarme), il reed risulta chiuso per la maggior parte del tempo,
situazione che comporta il massimo assorbimento di corrente possibile (worst case).
La soluzione pensata per risolvere questo problema è l'inverter di figura (Figura 4.11):
Figura 4.11 – Collegamento del reed tramite inverter
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Per la scelta di Q1 sono stati presi in considerazione transistori semplici o in configurazione
Darlington, secondo la seguente tabella comparativa:
Tabella 4.2 – Confronto transistori
La scelta è ricaduta, in prima ipotesi, sul Darlington  BCV27 di Fairchild, preferito al BJT
BC847BLT1G di On Semiconductor per il maggior hfe che è in grado di garantire. Saranno a
breve  discusse  le  motivazioni  e  le  conseguenze  di  questa  scelta  provvisoria  (e  di  quella
definitiva).
Definito  il  componente,  da  [R16]  è  possibile  ottenere  le  informazioni  necessarie  per  il
dimensionamento della resistenza R1, ossia per la scelta dei punti di lavoro del transistore nei
due casi di porta chiusa (quindi magnete vicino al reed, che risulta chiuso) e porta aperta:
• Porta aperta
In questa situazione possiamo ipotizzare Q1 in saturazione, per cui vale:
V IN=V CEsat ≈0,6 V [ R16 ]
Risulta rispettata la  relazione con il  massimo valore della  tensione di  ingresso del
MC13224 riconosciuta come livello logico LOW (VILmax),  definito da [R4] come il
30% della tensione di batteria (che consideriamo 2,1 V, cioè il worst case già definito):
V ILmax=0,63 V≥V IN
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Componente Produttore Tipo Prezzo [$]
BCV47 NXP 60 20000 0,196
BCV27 30 20000 0,052
BCW60D NXP BJT 32 380 0,035
BC847C NXP BJT 45 420 0,037
BC847BLT1G BJT 45 450 0,035
VceO [V] hfe (min)
Darlington
Fairchild Darlington
ON Semiconductor
Calcoliamo la massima corrente di collettore di Q1 per i valori di RPU di 50 KΩ e 70
KΩ, rispettivamente (stavolta il caso che massimizza la IC è VBATT = 3 V):
I Cmax=
V BATT – V CEsat
RPU
=
3 – 0,6[V]
50 [KΩ] =48µA ;34,29µA
L'andamento tipico del guadagno di corrente in continua (βF) dei transistori bipolari,
che diminuisce  al  diminuire della  corrente di  collettore (secondo una caratteristica
comunque non riportata in [R16]) ci porta a ipotizzare un βF  dell'ordine di 100, valore
plausibile  anche  in  base  a  quelli  riportati  in  [R16]  al  diminuire  della  corrente  di
collettore nell'ordine dei mA. Con questo valore è possibile calcolare il valore minimo
della  corrente  di  base  necessaria  alla  condizione di  saturazione,  sempre per  i  due
valori di RPU di 50 KΩ e 70 KΩ, rispettivamente:
I Bmin=
ICmax
βF
=480 nA ;342,9 nA
Chiaramente, al diminuire della tensione di batteria diminuirà anche la ICmax, per cui
sarebbe sufficiente un valore di IBmin inferiore, per la saturazione. Tuttavia vogliamo
progettare  il  circuito  per  funzionare  in  ogni  caso,  quindi  anche  nelle  condizioni
peggiori. Possiamo adesso calcolare il valore massimo della resistenza R1:
R1max=
V BATT – V BEsat
I Bmin
=
2,1−1,1 [V]
480 [nA] =2MΩ ; 2,9 MΩ
Stavolta la condizione peggiore è quella con la tensione di batteria minima (2,1 V).
Ovviamente tra i due valori è necessario scegliere il valore di 2 MΩ, che garantisce il
corretto funzionamento al variare della resistenza di pull-up interno nel range 50 ÷ 70
KΩ riportato al capitolo precedente (ed al variare della tensione di batteria in tutto il
range 2,1 ÷ 3 V, per le considerazioni fatte durante il calcolo)
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• Porta chiusa
Questa è la situazione che si presenta per la maggior parte del tempo. In questo caso è
facile intuire come Q1 sia in interdizione, per cui risulta una corrente IC pari alla ICB0,
del valore di 100 nA [R16]. In base a questo valore è possibile calcolare la VIN, che
rispetta la relazione con la VIHmin come in formula seguente:
V IN=V BATT – RPU · I CB0≥ V IHmin
Trascurando la ICB0, la corrente assorbita in questa situazione è quella che scorre nella
resistenza R1 da 2 MΩ, come appena calcolato, il cui valore risulta 1,5 µA.
È possibile riassumere i risultati appena ottenuti per l'inverter di figura 4.11, confrontandoli
con quelli del circuito semplice di figura 4.10:
Situazione Frequenza Corrente assorbita totale [µA]
Circuito semplice Inverter
Porta chiusa Situazione prevalente 30 1,5
Porta aperta Caso sporadico 0 21,5
Tabella 4.3 - Confronto consumi dei circuiti di interfaccia reed
Dal confronto è evidente la convenienza della soluzione ad inverter presentata. Il fatto che il
valore della corrente di collettore sia così ridotto da limitare il guadagno continuo in corrente
suggerisce  come  possa  essere  presa  in  considerazione  la  soluzione  a  BJT,  al  posto  del
Darlington.  La  verifica  di  questa  possibilità  sarà  oggetto  di  discussione  nel  proseguo del
presente capitolo.
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4.4 – Il sensore di luminosità
Come accennato,  la  misura  della  luminosità  non è  una funzione  chiave  di  un sistema di
allarme come il nostro. In particolare, una misura precisa della luminosità, come quella che è
in grado di fornire un  luximetro, non costituisce un'informazione di interesse. Può, invece,
essere utile conoscere indicativamente il dato sulla luminosità, quantomeno per discriminare il
giorno dalla notte, o l'accensione di un particolare impianto di illuminazione dall'assenza di
illuminazione artificiale, allo scopo di introdurre, in futuro, tecniche di risparmio energetico.
Argomento  di  interesse  è,  invece,  la  possibilità  di  utilizzare  un  trasduttore  elettrico  di
luminosità come fonte di energia per il nostro sistema, sempre nell'ottica di ridurre al minimo
l'assorbimento di corrente dalla batteria, per prolungarne la durata. L'idea di principio è quella
di utilizzare una piccola cella solare, collegata come segue (Figura 4.12):
Figura 4.12 – Circuito di alimentazione della SensorBoarD, prima versione
Il  condensatore C1 costituisce una riserva di  carica utile per tutta la SensorBoarD: il  suo
compito è quello di fornire la corrente necessaria al funzionamento della scheda, evitando il
più possibile pericolosi picchi di corrente assorbita direttamente dalla batteria, che potrebbero
degradarne le caratteristiche.
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La cella solare è in grado di ricaricare il condensatore, in alternativa alla batteria, a patto che
la  tensione  che  raggiunge,  quando illuminata,  sia  superiore  a  quella  della  batteria  stessa,
inizialmente 3 V. In realtà è necessario tenere conto anche della caduta sui diodi, introdotti per
proteggere  il  circuito  da  eventuali  inversioni  di  batteria  da  parte  di  un  utente  distratto
(compito del diodo D1) e per impedire alla batteria di scaricarsi sulla cella stessa, quando
questa non sia illuminata (D2).
Una cella solare che risponda a queste prime specifiche, tenendo conto anche delle dimensioni
e  del  costo,  è  la  Clare  CPC1824N.  Questo  componente  è  uno  dei  pochi  disponibili  sul
mercato di tipo SMD (Sourface Mounting Device), di dimensioni ridotte, completo di package
e che non necessiti di circuiteria esterna di controllo. Tutto questo si sposa pienamente con le
nostre necessità di riduzione del numero dei componenti e dell'area del circuito.
Le sue caratteristiche (luminosità, tensione) e (luminosità, corrente erogata) sono le seguenti
(normalizzate alla tensione di 4,2 V e alla corrente di 100 µA) (Figura 4.13):
Figura 4.13 – Caratteristiche della cella solare CPC1824N [R17]
La tensione di uscita di questa cella si può assumere sempre superiore ai 3 V della batteria, in
tutto il range della caratteristica appena presentata, proprio come volevamo. Riguardo al dato
della  corrente erogata,  affinché in un dato intervallo  di  tempo la  cella  possa  ricaricare  il
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condensatore, è necessario che sia in grado di una corrente superiore a quella assorbita dal
resto della scheda nello stesso intervallo.
Abbiamo visto che il MC13224 assorbe da poche unità a qualche decina di µA negli stati di
sleep,  mentre  il  suo  assorbimento  raggiunge  l'ordine  dei  mA in  tutti  gli  stati  di  normale
attività. È evidente, quindi, come questa cella solare possa essere utilizzata come fonte di
energia solo nella fase di  sleep del sistema, lasciando alla batteria il ruolo di alimentatore
principale quando il circuito lavora a pieno regime.
I diodi sono stati scelti in base a due specifiche (oltre, ovviamente, al rispetto della tensione di
breakdown):
• minima caduta di tensione VF, in modo da sfruttare la maggior parte della tensione
della cella (e della batteria) sul condensatore;
• minima corrente inversa IR, così da limitare la scarica della batteria sulla cella solare,
quando questa non è (sufficientemente) illuminata.
La prima specifica indirizza la scelta verso i  diodi Schottky, tra  i  quali  abbiamo scelto il
BAT54ZV2T1 di On Semiconductor, che presenta le seguenti caratteristiche (Figura 4.14):
Figura 4.14 - Caratteristiche del BAT54ZV2T1
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Prendendo in considerazione le curve a 25° C, si può notare come, con una tensione inversa
VR di 3 V (il nostro worst case), la corrente inversa IR si assesta su un valore inferiore ai 10
nA; considerando, in base alle specifiche della cella solare,  una corrente diretta IF fino al
centinaio di µA, la caduta di tensione diretta VF resta inferiore agli 0,22 V; entrambi i valori di
IR e VF possono essere ritenuti, in prima ipotesi, accettabili.
Nella discussione relativa all'impiego della cella solare CPC1824N, bisogna tener conto del
suo doppio ruolo di fonte di energia e di sensore di luminosità: poiché la massima tensione
che la cella che può presentare ai suoi capi è superiore alla tensione di batteria, potrebbero
presentarsi problemi di interfaccia con gli ADC del MC13224 delegati a convertire in digitale
l'informazione elettrica  della  cella.  Per  discutere  questo  problema faremo riferimento  alla
figura seguente (Figura 4.15):
Figura 4.15 – Collegamento della cella al MC13224, diretto (A) e tramite partitore (B)
Ipotizzando il collegamento diretto tra la cella e un ingresso ADC, come in figura 4.15 (A),
qualora la tensione della cella sia superiore a quella di alimentazione del MC13224 entrerebbe
in funzione il  circuito di protezione a diodi di  clamping presente sull'ingresso stesso [R5],
introducendo un fattore di assorbimento di corrente indesiderato.
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La soluzione  pensata per  risolvere  questo  problema è  quella  di  figura  4.15  (B),  dove un
partitore resistivo si occupa di dimezzare il valore presentato all'ingresso ADC, eventualmente
coadiuvato da un condensatore parallelo, per la rimozione dei disturbi.
Discusse le soluzioni circuitali per l'impiego della cella solare, è necessario affrontare due
problematiche:
• la cella solare ha un prezzo di circa 1,5 $ (in quantità), che risulta relativamente alto se
comparato a quello dei singoli componenti finora presentati, compreso il MC13224
stesso.  Inoltre  l'utilizzo  della  cella  solare  presuppone  la  presenza  di  un'apposita
apertura trasparente nella scatola che conterrà l'intera scheda SensorBoarD,  feature
solitamente  offerta  come  opzionale  dai  produttori  di  involucri,  e  dal  costo  non
trascurabile;
• i valori di luminosità per cui è caratterizzata la cella, dell'ordine delle migliaia di lux,
fanno  riferimento  a  situazioni  di  illuminazione  solare  o  artificiale  diretta  e  con
determinate angolazioni di  incidenza.  La situazione in  cui  si  troverà ad operare la
nostra  scheda,  invece,  possono  essere  meno  favorevoli  in  merito  alla  fonte  di
illuminazione (solo le schede installate sulle finestre potrebbero disporre della luce
solare diretta)  e  alla  distanza e angolazione di  incidenza del  fascio luminoso (non
determinabile a priori, ma variabile a seconda della particolare installazione).
Per affrontare queste problematiche è necessario valutare le effettive prestazioni della cella,
all'interno  dei  circuiti  appena  presentati,  in  un  ambiente  vicino  alle  condizioni  future  di
normale utilizzo della nostra scheda, in modo da poter valutare l'effettiva convenienza della
soluzione proposta. I relativi test saranno presentati a breve nel presente capitolo.
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4.5 – Il sensore di rilevazione della presenza
In un sistema di allarme, oltre alla funzionalità anti-intrusione fornita da sensori di contatto
come quelli  magnetici presentati,  è utile poter rilevare la presenza di  un individuo in una
determinata  area  di  osservazione.  Esistono  sul  mercato  diverse  soluzioni  utili  per
implementare questa funzionalità, basate principalmente sulla tecnologia a infrarossi, in grado
di rilevare a distanza il calore di un corpo umano. In particolare, abbiamo preso in esame:
• Sensori  analogici  PIR (Passive  InfraRed),  come il  Murata
IRS-A200ST01 (prezzo indicativo di 1,70 €), il cui principio
di funzionamento è, approssimativamente, quello di un FET
controllato dal calore rilevato nella banda infrarossa da parte
di appositi trasduttori integrati. Per utilizzare questi sensori è
necessario prevedere un circuito esterno di polarizzazione e
adattamento  che  può  richiedere  un  numero  anche  considerevole  di  componenti
discreti, come nell'esempio (Figura 4.16) fornito da [R18]:
Figura 4.16 – Esempio di circuito d'impiego dei sensori PIR [R18]
• Moduli analogici precostruiti, come il Parallax PIR
Sensor  555-28027  (costo  indicativo  di  9,45  $),
costituiti dal sensore PIR, da una apposita lente che
ne  esalti  le  potenzialità  e  da  tutta  la  circuiteria
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necessaria a fornire un'uscita digitale, pronta per essere inviata ad un microcontrollore.
In pratica questi oggetti sono pensati come moduli di espansione per schede custom e
richiedono solo una fonte di alimentazione adatta (dell'ordine dei 3 ÷ 5 V);
• Dispositivi  esterni  preassemblati,  come  il
Goldmine G4567 (prezzo indicativo al produttore
di 14,95 €), completi anche di una propria rete di
alimentazione (con tensioni delle decine di Volt) e
di  una  scatola  con  apposito  alloggio  batteria,  in
grado  di  fornire  un'uscita  analogica  di  potenza
sufficiente ad attivare un diodo LED o un relay.
Tutti i dispositivi presi in esame sfruttano sensori ad infrarosso di tipo passivo, ove, cioè, si
rileva semplicemente il calore irradiato nella banda dell'infrarosso dai corpi caldi. Esistono
anche dispositivi attivi, che emettono un proprio impulso in quella banda e rilevano il segnale
di  ritorno:  questa  tecnica  garantisce  maggiore  sensibilità,  e  quindi  maggior  capacità  di
rilevazione, ma anche un consumo energetico notevolmente superiore, per cui mal si adatta ad
un funzionamento a batteria. È inoltre evidente come il costo delle ultime due soluzioni e la
complessità delle reti di impiego necessarie alla prima sollevi la questione sulla possibilità di
implementare questa funzionalità nella nostra scheda: la scelta è quella di prevedere per il
momento l'utilizzo  opzionale di un dispositivo esterno auto-alimentato come il Goldmine,
realizzando  i  collegamenti  e  il  software  necessari  alla  funzionalità  di  rilevamento  basata
sull'informazione analogica proveniente dallo stesso. Facciamo notare come questo rimuova
la necessità di un'apertura trasparente nella scatola che conterrà la scheda, con il conseguente
vantaggio economico visto.
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4.6 – La scheda SensorTest
Allo scopo di risolvere le problematiche introdotte ai paragrafi precedenti in merito ai sensori
di  temperatura,  di  contatto  e  di  luminosità,  abbiamo  progettato  e  realizzato  una  scheda
prototipo, denominata SensorTest, contenente i sensori con i relativi circuiti di interfaccia al
MC13224 descritti, come da schema seguente (Figura 4.17):
Figura 4.17 – Schema elettrico della scheda SensorTest
Descriviamo brevemente i tre circuiti che compongono la scheda:
• Circuito di alimentazione con cella solare
In questo circuito sono presenti i diodi di protezione D1 e D2 del tipo BAT54ZV2T1,
due celle solari CPC1822 (U3 e U4), in sostituzione della CPC1824, non disponibile al
momento della realizzazione della scheda, i resistori di partitore e il condensatore di
alimentazione.
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Le  celle  solari  utilizzate  hanno  le  stesse  caratteristiche  della  “sorella  maggiore”
CPC1824,  eccetto  che  per  la  corrente  erogabile  dimezzata,  come  dichiarato  dal
produttore:  per  questo  motivo  sono  state  collegate  in  parallelo,  per  simulare  la
presenza della cella di nostro interesse.
Il condensatore  C3 è dimensionato per permettere una caduta massima ∆V di 0,5 V
quando deve erogare la corrente di trasmissione del MC13224 (ITX), assunta di 30 mA,
per tutta la durata della trasmissione di un pacchetto (TTX) avente il payload massimo
consentito dallo standard (n° bit = 152). Considerando la velocità di trasmissione dei
dati di 250 Kbit/s, di cui al capitolo 2, si ha:
T TX=
n° bit
bit /s =
152
250000=608µS tempodi trasmissione
La quantità di carica richiesta in trasmissione sarà data da:
Q= I TX ·T TX=18,24µCcarica richiesta 
Per cui è possibile calcolare il valore di C3 come:
C= Q
∆V
=36,48µF capacità richiesta
Il  valore  scelto  è  quello  commerciale  di  33  µF  ed  il  componente  utilizzato  è  il
condensatore  elettrolitico  UWX1A330MCL1GB  di  Nichicon.  Gli  header P2 e  P3
servono, in combinazione con i relativi  jumper, a collegare o scollegare alcune parti
del circuito, in modo da permettere svariati test, mentre il connettore BC1 serve per il
collegamento della batteria.
• Circuito inverter con reed
Questo circuito è esattamente quello presentato in figura 4.11, eccetto che per l'header
P1,  utilizzabile  per  collegare  o  scollegare  l'inverter  stesso,  permettendo l'eventuale
testing del singolo reed.
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• Circuito del sensore di temperatura
La rete realizza il  circuito di  figura 4.5 ed in più offre la possibilità di  alimentare
direttamente  il  sensore  U2 senza  ricorrere  alla  squadra  R2-C2,  tramite  un  altro
ingresso.
Riportiamo il layout della scheda realizzata e una foto della stessa (Figura 4.18):
Figura 4.18 – Layout e foto della scheda SensorTest
4.6.1 – Testing del circuito inverter del reed
Ricordiamo che i test effettuati su questo componente servono a validare l'analisi dei consumi
di cui al punto relativo del presente capitolo, nonché a verificare la possibilità di impiego del
più economico BJT BC847BLT1G al posto del Darlington BCV27. Questi due componenti
sono stati scelti anche perché utilizzano lo stesso package, denominato SOT23, per cui è stato
possibile intercambiarli facilmente sulla scheda SensorTest.
Le misure sono state effettuate per valori della tensione denominata Vbatt_reed corrispondenti
ai due estremi della tensione di batteria, che abbiamo già introdotto, di 2,1 e 3 V. Inoltre è
stata utilizzata una resistenza esterna,  di  valori  50 KΩ  e 70 KΩ,  collegata tra U7_B e la
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tensione  Vbatt_reed,  in  modo  da  simulare  la  presenza  del  pull-up  resistivo  interno  al
MC13224. Oltre alla misura della corrente assorbita dal circuito, è stato anche verificato il
valore di tensione presentato su  GPIO_OUT_reed, che dovrà rispettare i requisiti dei livelli
logici dei GPIO del MC13224. 
I risultati ottenuti sono i seguenti (i valori in piccolo sotto ogni tabella sono quelli teorici,
riportati per immediatezza di confronto), dove  Iass rappresenta la corrente totale assorbita
dall'alimentazione della rete:
Tabella 4.4 – Risultati del testing del reed
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Magnete presente, Reed chiuso, bipolare in Interdizione
Q1 Vbatt [V] Vin [V] Ireed [uA] Iass [uA] Irpull-up [uA] Ir1 [uA]*
BCV27 3,0 50, 70 2,97 1,48 1,48 0 1,48
BC847 3,0 50, 70 2,98 1,48 1,48 0 1,48
2,93 1,50 1,50 0 1,50
BCV27 2,1 50, 70 2,08 1,04 1,04 0 1,04
BC847 2,1 70 2,08 1,03 1,03 0 1,03
BC847 2,1 50 2,09 1,04 1,04 0 1,04
2,03 1,05 1,05 0 1,05
Magnete assente, Reed aperto, bipolare in Saturazione
Q1 Vbatt [V] Vin [V] Ireed [uA] Iass [uA] Irpull-up [uA] Ir1 [uA]*
BCV27 3,0 70 0,55 0 32,30 31,40 0,90
BC847 3,0 70 0,084 0 38,500 37,40 0,90
0,60 0 34,64 34,29 0,34
BCV27 3,0 50 0,54 0 44,40 43,40 1,00
BC847 3,0 50 0,093 0 52,900 51,70 1,20
0,60 0 48,48 48,00 0,48
BCV27 2,1 70 0,52 0 20,60 20,10 0,50
BC847 2,1 70 0,086 0 26,400 25,70 0,70
0,60 0 21,77 21,43 0,34
BCV27 2,1 50 0,53 0 28,30 27,80 0,50
BC847 2,1 50 0,096 0 36,500 35,70 0,80
0,60 0 30,48 30,00 0,48
Valori limite da rispettare per la Vin:
Vbatt[V] VIHmin[V] VILmax[V]
3 2,1 0,9
2,1 1,47 0,63 *valore calcolato
Rpull-up [KΩ]
Rpull-up [KΩ]
Le misure confermano sostanzialmente i calcoli effettuati in fase di progetto. Le differenze,
peraltro  non  così  marcate,  tra  i  valori  delle  correnti  misurate  nel  caso  in  cui  Q1 sia  in
saturazione e quelli calcolati derivano dal valore ipotizzato per il βF, inevitabilmente diverso
da quello reale.
Nel confronto tra il Darlington e il BJT, si nota come la scelta di quest'ultimo comporti, nel
caso in cui il reed sia aperto, una corrente assorbita maggiore di 6 ÷ 8 µA. Come detto in
precedenza, tuttavia, questa è la situazione che si presenta più raramente. Inoltre il BJT ha
prestazioni  migliori  nel  rispetto  del  valore  VILmax per  tensioni  di  batteria  vicine  al  limite
inferiore  dei  2,1  V,  perché  il  Darlington  è  “penalizzato”  dalla  presenza  di  una  doppia
giunzione base-emettitore polarizzate direttamente.
Tenendo  anche  conto  del  minor  costo,  abbiamo  preferito,  quindi,  optare  per  il  BJT,
avvantaggiato anche da una migliore reperibilità sul mercato.
4.6.2 – Testing del circuito di alimentazione a celle solari
Per effettuare questi test è utile ricapitolare l'entità della corrente totale assorbita dalla scheda
SensorBoarD nelle modalità low power, presentate al capitolo precedente, tenendo conto dei
dati  appena  descritti  a  proposito  del  reed  e  della  presenza  di  un'inevitabile  corrente  sul
partitore resistivo R3-R4 (queste resistenze  sono  state  scelte  di  valore  elevato proprio  per
contenere questa corrente di perdita):
• Corrente Hibernate ~7,5 µA
MC13224 in Hibernate, 96Kb Ram retention: ~5 µA
Partitore R3/R4: <1 µA
Reed a riposo (porta chiusa): ~1,5 µA
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• Corrente Doze ~72,5 µA
MC13224 in Doze, 96Kb Ram retention: ~70 µA
Partitore R3/R4: <1 µA
Reed a riposo (porta chiusa): ~1,5 µA
Ricordiamo che le celle solari devono caricare il condensatore quando il sistema è in modalità
Low Power. Per simulare la presenza del MC13224 si utilizza un carico resistivo esterno, che
assorba una corrente pari a quella calcolata con una tensione V_C3 di 2,1 V (worst case, in
quanto è la minima tensione di batteria). I valori calcolati per questo carico sono:
• RHIBERNATE ≈ 280 KΩ;
• RDOZE ≈ 29 KΩ.
In entrambi i casi le celle solari riescono a caricare il condensatore, completamente scarico, in
un tempo misurato minore di 3 secondi e a mantenerlo carico ad un valore dipendente dalla
condizione di illuminazione delle celle stesse.
In  merito  alla  caratterizzazione del  sensore  per  valori  di  luminosità  vicini  alle  sue future
condizioni  d'uso,  abbiamo rilevato la  tensione delle  celle  in  varie  situazioni,  ripetendo le
prove in ambienti e in istanti di tempo differenti:
• Luce solare (sereno): 4 – 4,5 V (distanza dalla finestra < 1m);
• Luce solare (nuvoloso): 3 – 3,5 V (distanza dalla finestra < 1m);
• Luce artificiale: 3 – 3,5 V (distanza < 0,5m);
• Luce solare (sereno/nuvoloso):   ~1 V (distanza dalla finestra ~ 8m).
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Questi valori impongono una riflessione sull'effettiva convenienza della soluzione proposta: la
cella è in grado di fornire valori di tensione utile, cioè superiori ai 3 V della nostra batteria,
solo  se  illuminata  dalla  luce  solare  diretta  o  da  fonti  di  luce  artificiale  nelle  immediate
vicinanze.  Ricordando  la  destinazione  d'uso  della  SensorBoarD,  si  capisce  come solo  le
schede che saranno installate in prossimità delle finestre potranno ottenere dei benefici.
Abbiamo quindi deciso di  non includere questa funzionalità nella  nostra scheda, tenendo
anche conto del significativo costo della cella solare (a cui va aggiunto quello delle resistenze,
di uno dei diodi della rete di cui sopra e dell'apertura trasparente necessaria nella scatola che
conterrà la  nostra scheda)  e  della  già discussa importanza relativa dell'informazione sulla
luminosità.
Per facilitare la futura implementazione di questa o di altre soluzioni simili, in presenza di
eventuali specifiche di costo meno restrittive, sarà comunque sviluppato il codice software
necessario alla misura della luminosità.
4.6.3 – Testing del sensore di temperatura
Ricordiamo che i test su questo componente sono incentrati sulla verifica del suo corretto
funzionamento al diminuire della sua tensione di alimentazione, per affrontare la problematica
di impiego on/off pilotato da un GPIO del MC13224 al variare delle tensione di batteria. Sarà
anche  valutato  l'effetto,  sulla  stessa  problematica,  della  resistenza  R2,  la  cui  presenza  è
consigliata per ridurre eventuali disturbi digitali.
Le prove sono state effettuate al variare della temperatura su un certo numero di esemplari del
sensore,  per  avere  una  panoramica  di  carattere  il  più  generale  possibile  delle  prestazioni
globali del sensore MCP9700AT-E/LT.
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I  dati  misurati  vanno  interpretati  tenendo  conto  dell'inevitabile  dispersione  delle
caratteristiche  cui  si  dovrà  scontrare  una  futura  produzione  industriale  della  scheda
SensorBoarD. Ad esempio, in [R14] sono riportati i seguenti grafici di dispersione (Figura
4.19), relativi alla percentuale di componenti, in un lotto di 108, che presentano determinati
valori per le caratteristiche di tensione di offset (Vout a 0 °C), e coefficiente termico:
Figura 4.19 – Dispersione caratteristiche di tensione a 0 °C e coefficiente termico [R14]
Tenendo conto di queste considerazioni, i dati misurati in questo test sono i seguenti:
Tabella 4.5 – Risultati dei test sul sensore di temperatura
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Senza squadra R2 – C2
Condizioni
0,722 22 4,90 1,616
0,733 23 4,96 1,630
Ventilazione 0,721 22 4,91 1,599
Termoventilazione 1 0,978 48 5,66 1,525
Termoventilazione 2 1,264 76 6,53 1,450
Frigorifero 0,645 14 4,72 1,623
Con squadra R2 – C2
Condizioni
0,724 22 4,93 1,672
0,732 23 4,96 1,630
Ventilazione 0,721 22 4,92 1,617
Termoventilazione 1 0,976 48 5,72 1,519
Termoventilazione 2 1,257 76 6,54 1,398
Frigorifero 0,645 14 4,72 1,640
Condizioni
0,760 26 4,70 1,500
Vout [V] Tcalc [°C] Iass [µA] (Vdd=3 V) Vdd* [V]
Temperatura ambiente  (lab 1)
Temperatura ambiente  (lab 2)
Vout [V] Tcalc [°C] Iass [µA] (Vdd=3 V) Vdd* [V]
Temperatura ambiente  (lab 1)
Temperatura ambiente  (lab 2)
Vout [V] Tcalc [°C] Iass [µA] (Vdd=3 V) Vdd* [V]
Data sheet
In  merito  all'assorbimento  di  corrente,  si  nota  come  i  sensori  presi  in  esami  presentino
caratteristiche peggiori, seppur di poco, rispetto a quelle ideali riportare in [R14]. È comunque
confermato l'andamento rispetto alla temperatura e l'ordine di grandezza della corrente totale
assorbita, valori ritenuti accettabili, in rapporto ai consumi degli altri componenti della nostra
scheda.
A proposito della minima tensione di alimentazione, indicata con Vdd*, per cui la tensione di
uscita  si  mantiene  costante  si  nota  come  l'effetto  della  resistenza  R2  sia  pressoché
trascurabile, come previsto; inoltre è stato possibile osservare un comportamento al variare
della temperatura non riportato in [R14], secondo il quale la Vdd* diminuisce all'aumentare
della temperatura.
Le considerazioni sulla tensione di alimentazione e sulla corrente assorbita  confermano la
possibilità di alimentare il sensore di temperatura con un'uscita GPIO del MC13224, il cui
valore di tensione minimo al livello logico alto è 1,680 V, come detto in precedenza.
4.6.4 – La scelta della batteria
Prima di descrivere nel dettaglio il  progetto della scheda, discutiamo brevemente la scelta
della batteria: il nostro obiettivo è garantire il funzionamento della
scheda  per  un  tempo  superiore  ad  un  anno,  come  accennato  al
capitolo  2,  parlando  delle  caratteristiche  che  devono  avere  i
dispositivi  ZigBee.  Per  contenere  le  dimensioni  della  scheda,  ci
siamo subito  orientati  verso  le  batterie  coin,  o  a  bottone,  le  più
capienti delle quali sono la CR2477 (950 mAh) e la CR2450 (620
mAh).  Queste  batterie  hanno  lo  stesso  fattore  di  forma,  a  meno
111
Figura 4.20 – CR2477, 
dimensioni
dell'altezza, che per la CR2477 è di 7,7 mm (Figura 4.20), contro i soli 5 della CR2450.
Stimiamo la  durata  di  funzionamento della  scheda  facendo  riferimento  alla  CR2477 e  ai
consumi visti precedentemente, supponendo di utilizzare il sistema in ciclo di  hibernate –
attività, come detto, con un intervallo di sleep di 5 minuti. La carica necessaria per ciascun
ciclo è:
QCICLO= I SLEEP ·T SLEEP  I ACTIVE ·T ACTIVE=7,5[µA] ·300000 [ms]14[mA] ·140 [ms]=1,17[µAh]
I  valori  del  periodo  e  della  corrente  di  attività  rappresentano  una  media,  verificata
sperimentalmente, dei dati relativi alle fasi di idle, run, receive e transmit del funzionamento
della nostra scheda, facendo riferimento ai corrispondenti stati di attività del MC13224, di cui
al capitolo precedente. Il dato della carica appena calcolato ci può servire a calcolare la carica
minima richiesta per far funzionare la scheda per un anno:
QANNO=n° di cicli al giorno·365 ·QCICLO=288 ·365 ·1,17 [µAh]=123[mAh]
Da questo valore risulta evidente come le batterie scelte siano più che sufficienti a garantire
alla nostra scheda una durata di funzionamento di un anno. In realtà la situazione è diversa:
misure  sperimentali  che abbiamo effettuato ci  hanno rivelato  un assorbimento di  corrente
superiore a quello previsto, quando la scheda è in modalità low power. In particolare, abbiamo
rilevato i valori della corrente assorbita dal MC13224 in modalità hibernate (~55 µA) e doze
(~108 µA), che risultano decine dei µA superiori a quelli dichiarati da Freescale, presentati al
capitolo precedente. Dopo aver eseguito numerose prove per individuare la causa di questo
problema, abbiamo concluso che i dati forniti da Freescale sono relativi al best case, in cui, in
particolare, si può beneficiare dell'aiuto del buck regulator: nelle versioni del BeeStack che
abbiamo potuto utilizzare per  il  nostro lavoro,  infatti,  tale  funzionalità non è stata ancora
implementata, per ammissione dello stesso produttore.
112
Rimandando al capitolo conclusivo le relative valutazioni, torniamo alla stima della durata
della batteria, utilizzando, da ora in poi, il valore reale misurato per le corrente assorbita dalla
scheda in modalità hibernate, corrispondente a 58 µA.
Utilizzando questo valore risulta una  QANNO di 565 mAh, comparabile con la capacità delle
batterie  che  stiamo  analizzando,  soprattutto  in  considerazione  del  vincolo  sulla  minima
tensione  di  funzionamento  della  nostra  scheda:  abbiamo  detto  che  il  nostro  circuito  è
progettato  per  funzionare  con  tensioni  di  alimentazione  fino  a  2,1  V,  pertanto  dovremo
prendere in considerazione l'andamento della scarica delle batterie stesse.
Vediamo il grafico di scarica della CR2477 a corrente costante, in particolare quello proposto
dal produttore Renata (Figura 4.21):
Figura 4.21 – Andamento nel tempo della tensione della batteria CR2477
Abbiamo messo in  evidenza  la  durata  relativa  al  ∆V di  tensione da  3  a  2,1  V di  nostro
interesse. Si nota subito che l'andamento della scarica della batteria non è lineare: la tensione
si degrada velocemente in prossimità della fine della vita utile della batteria. 
Tuttavia, come è evidente, la scarica della batteria dipende dalla corrente che viene erogata.
Nel nostro caso dovremmo utilizzare un valore medio tra la correnti ISLEEP e IACTIVE, pesato in
base ai periodi relativi:
I MEDIA=
 I SLEEP ·T SLEEP I ACTIVE ·T ACTIVE 
T SLEEPT ACTIVE
=
58 [µA] ·300000 [ms]14[mA] ·140[ms]
300000140[ms] =64,5[µA]
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Il  grafico  riportato,  come tutti  quelli  proposti  per  batterie  di  questa  famiglia  da qualsiasi
produttore,  fa  riferimento a  correnti  erogate superiori  a  questo valore.  Ipotizzando che la
carica totale della batteria si mantenga costante al diminuire della corrente assorbita, cioè che
valga la legge di  proporzionalità inversa tra la durata della  batteria  con il  ∆V scelto  e la
corrente  erogata  (come  le  curve  viste  confermano),  possiamo  calcolare  la  durata  con  la
corrente assorbita di 64,5 µA dal rapporto con uno qualsiasi dei valori del grafico:
Durata=Durata a 176 µA · 17664,5 =14598[h]
Questa durata in ore corrisponde ad un tempo di circa 1 anno e 243 giorni, superiore a quello
che  ci  eravamo  posti  come  obiettivo.  Ripetendo  i  calcoli  visti  per  la  batteria  CR2450
otteniamo un valore di 1 anno e 34 giorni, anch'esso ritenuto valido per i nostri scopi.
Abbiamo quindi scelto di utilizzare la batteria CR2450, perché è più piccola della CR2477,
più economica e, soprattutto, molto più facile da reperire sul mercato.
4.7 – La scheda SensorBoarD
A seguito dei  test  precedenti,  eseguiti  sulla  scheda prototipo SensorTest,  è  stato possibile
completare  il  progetto  della  nostra  scheda  SensorBoarD,  avendo  validato  le  principali
soluzioni circuitali previste.
Con  l'analisi  dello  schema  elettrico  completo  (Figura  4.22)  della  scheda  sarà  possibile
introdurre e discutere gli altri particolari della rete. Nell'analisi del layout (Figura 4.23) della
scheda realizzata, invece, discuteremo gli aspetti relativi al tipo di batteria, alla scatola che
conterrà la scheda, alle regole di progetto geometrico. Saranno, inoltre, discusse brevemente
alcune problematiche del progetto a radiofrequenza e del progetto termico della scheda.
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4.7.1 – Lo schema elettrico della SensorBoarD
Figura 4.22 – Schema elettrico della SensorBoarD
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Oltre alla soluzioni circuitali relative ai sensori, già discusse, introduciamo brevemente:
• Flash  Jumpers,  utilizzabili  per  cancellare  manualmente  la  memoria  di  programma,
come descritto al capitolo precedente;
• buck regulator, ampiamente descritto nel capitolo 2;
• connessione JTAG ridotta, priva del segnale RTCK (Return Clock);
• connessione UART ridotta, priva di RTS (Ready To Send) e CTS (Clear To Send);
• LED, con relative resistenze di limitazione della corrente, utili nella fase di sviluppo e
debug del firmware della scheda e, quindi, pensati per un montaggio opzionale.
Un chiarimento è necessario a proposito della rete di alimentazione: per la protezione dalle
inversioni di polarità della batteria si è scelto di utilizzare il diodo D1 in parallelo alla batteria,
invece del diodo serie presentato precedentemente (D1 in figura 4.12) e testato sulla scheda
SensorTest. In tale rete, infatti, l'importanza del diodo serie era rafforzata dalla presenza della
cella solare: il collegamento serie impediva che la cella potesse inviare correnti rilevanti verso
la batteria. Eliminata la cella solare ed il pericolo da essa derivante, il diodo serie presenta
però l'inevitabile svantaggio di essere sempre polarizzato direttamente, introducendo, quindi,
una caduta pari alla propria VF sulla tensione di alimentazione. Il  valore di questa caduta
misurato sulla SensorTest, con le correnti tipiche previste per il circuito, è di 0,12 ÷ 0,14 V.
Abbiamo quindi preferito ricorrere alla soluzione del diodo in parallelo, in modo che solo
un'eventuale inversione della batteria ad opera di un utente distratto causi la polarizzazione
diretta  del  diodo stesso.  In  tal  caso il  circuito  a valle  della  rete  di  alimentazione sarebbe
sottoposto alla tensione VF, di valore superiore a quelli misurati, a seconda della corrente che
la specifica batteria può inviare al diodo, ma comunque positivo e inferiore a 0,6 V.
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Va detto come in questa situazione la corrente con cui la batteria si scaricherebbe sul diodo
possa raggiungere valori tali da danneggiare la batteria stessa, trovando un cammino a bassa
resistenza come quello  del  diodo polarizzato direttamente.  Tuttavia la  nostra priorità  è  la
protezione della scheda, non della batteria, e l'inversione di quest'ultima è da ritenersi come
eventualità  da  prevedere,  ma  con  probabilità  bassissima,  dal  momento  che  qualsiasi
portabatteria contiene indicazioni inequivocabili sul verso di inserimento della batteria stessa.
4.7.2 – Il layout della scheda SensorBoarD
Figura 4.23 – Layer Top e Bottom della scheda SensorBoarD
Le dimensioni della scheda sono 70x31 mm.
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La scheda SensorBoarD è realizzata su substrato FR4 (vetronite) di spessore 1,6 mm con due
facce di rame per componenti e interconnessioni. Le principali regole di layout seguite sono:
• minima larghezza piste: 6 mils;
• ssolamento minimo tra piste: 10 mils;
• isolamento minimo pista – pad componenti: 6 mils;
• minima distanza pista – bordo scheda: 20 mils;
• minimo diametro di foratura: 12 mils;
• minima larghezza corona del foro: 6 mils;
• isolamento Solder Mask: 10 mils.
Dalle figure precedenti si nota la presenza di un'antenna in rame disegnata sul circuito stesso
in una forma di F rovesciata. Questa soluzione è la stessa adottata da Freescale per le schede
del kit 1322x, come è possibile osservare al capitolo precedente: il produttore consiglia [R19]
questa antenna, oltre a quella a dipolo, per il proprio chip MC13224, provvedendo a fornire
tutti i dati di dimensionamento necessari e una caratterizzazione delle prestazioni dell'antenna
riportata nella figura seguente (Figura 4.24):
Figura 4.24 – Diagramma di irradiazione in dBi (in rosso la polarizzazione verticale, in blu
quella orizzontale), Return Loss e banda in frequenza dell'antenna a F di Freescale [R19]
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Riguardo alla portata, Freescale dichiara un dato superiore ai 300 m, in particolari condizioni
di misura [R10]: nella pratica, tuttavia, sia nell'utilizzo delle schede del kit 1322x dotate di
questo tipo di antenna che delle nostre schede, l'effettiva portata utile è stimabile in  50 m
all'esterno, 15  ÷ 20 m all'interno di un edificio. Questo valore è ritenuto, in questa fase,
sufficiente per la nostra applicazione.
L'antenna,  come  il  balun e  il  transceiver interni  al  MC13224,  sono  componenti  a
radiofrequenza  che  potrebbero  interferire  con  le  parti  digitali  della  nostra  scheda,  basti
pensare agli ingressi digitali, secondo il principio delle interferenze irradiate e condotte [R20].
Tuttavia le possibili tecniche di layout circuitale atte a ridurre queste problematiche, come una
topologia  di  massa  multi-punto  o  la  separazione  delle  linea  di  alimentazione  digitale  e
analogica,  non  sono  così  importanti  nel  nostro  specifico  caso:  il  chip  MC13224,
coerentemente con la sua natura di “piattaforma integrata”, prevede già  apposite soluzioni
interne di disaccoppiamento dei disturbi a radiofrequenza, in grado di “isolare” gli ingressi
digitali  dai  segnali  da  e  per  l'antenna.  Sempre  prendendo  spunto  dal  kit  realizzato  da
Freescale, abbiamo ritenuto utile realizzare un piano di massa il più esteso possibile, con una
“barriera”  di  fori  metallizzati  per  schermare  la  parte  digitale  dall'antenna,  comunque
mantenuta ad una certa distanza.
Altro argomento di interesse è relativo al sensore di temperatura: questo componente misura,
per costruzione, la temperatura del proprio pin di massa. Per questo motivo abbiamo deciso di
realizzare,  sul  lato  bottom,  una  sezione  di  massa  rastremata,  esattamente  al  di  sotto  del
sensore stesso, in grado di aumentare la resistenza termica rispetto al piano di massa solido
del resto della scheda, come si nota in figura 4.23. Questo isolamento termico tra il sensore
e il piano di massa è pensato dell'ottica di una corretta misura della temperatura dell'aria, in
quanto  impedisce  che  il  calore  prodotto  dal  circuito,  dissipato  sul  piano  di  massa
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appositamente di tipo solido e di estensione massima, alteri la nostra misura. Per lo stesso
motivo il piano di massa solido è mantenuto a una certa distanza, sul lato top, dal sensore di
temperatura, come possibile notare sempre in figura 4.23.
Gli “scassi” presenti sul bordo della scheda sono realizzati per
permettere  l'inserimento  della  scheda  nella  scatola  TEKO
10015,  delle  dimensioni  di  78x39x23  mm  (Figura  4.23).
Questo contenitore è stato scelto, in questa fase di sviluppo,
per la sua economicità e per l'assenza di viti di chiusura, che
lo rende particolarmente pratico. Le sue dimensioni, tuttavia,
sono superiori a quelle che sarebbero necessarie per contenere
l'area minima dei  componenti  e  delle  interconnessioni della
scheda, del valore misurato di 50x26 mm.
In figura 4.23 è possibile osservare, sul lato  bottom, la presenza di tre grandi  pad, destinati
alla  saldatura  di  un  portabatteria  Keystone  3008,  pensato  per  batterie  a  bottone  di  tipo
standard  CR2450. Le dimensioni viste di questa batteria e del relativo portabatteria (36x23
mm), costituiscano il vincolo principale alla lunghezza dell'area minima della scheda. Tuttavia
la sua relativa facilità di  reperimento sul  mercato,  unita  all'analisi delle prestazioni di  cui
sopra, giustifica la scelta di questa componente. Potendo disporre, in questa fase di sviluppo,
di  una  scatola  di  dimensioni  maggiori  di  quelle  minime,  abbiamo anche la  possibilità  di
utilizzare delle comuni batterie AAA, con relativo portabatteria, come si nota in figura 4.25.
Questi componenti sono reperibili ancora più facilmente ed a costi minori, in quanto il loro
formato è uno standard mondiale da decenni: questo vantaggio, insieme ad una verifica delle
prestazioni della scheda con queste batterie, ha suggerito di mantenere il grado di libertà sulla
scelta del tipo di batteria nella versione successiva della SensorBoarD.
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Figura 4.25 – Foto della 
scheda nel suo contenitore
4.8 – La seconda versione della scheda SensorBoarD
Come detto nel capitolo introduttivo,  i  risultati  ottenuti dalla scheda SensorBoarD appena
descritta ci hanno suggerito alcuni miglioramenti possibili, che abbiamo deciso di introdurre
in una nuova versione della scheda stessa.
Inoltre abbiamo detto, all'inizio di questo capitolo, che la scheda è nata per funzionare da
ZigBee End Device,  ma è possibile utilizzarla  anche come ZigBee Coordinator  o Router.
Questo vale anche per  la  SensorBoarD 2.0,  ma ciò nonostante abbiamo voluto progettare
anche la  singola  scheda ZigBee Coordinator,  denominata  CoorDINator,  e  ZigBee  Router,
denominata semplicemente Router.
Al momento in cui scriviamo, il primo lotto di queste schede è in fase di produzione, pertanto
ci  limiteremo  a  presentare,  commentandoli  brevemente,  gli  schemi  elettrici  e  il  layout.
Iniziamo con la SensorBoarD 2.0, della quale presentiamo il layout (Figura 4.26) e lo schema
elettrico (Figura 4.27):
Figura 4.26 – Layer Top e Bottom della SensorBoarD 2.0
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Figura 4.27 – Schema elettrico della SensorBoarD 2.0
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Riassumiamo in breve le differenze notevoli rispetto alla prima versione:
• la scheda è realizzata in area minima, che ricordiamo essere 50x26 mm;
• è stata prevista la possibilità di tagliare manualmente un piccolo tratto della pista di
alimentazione  del  MC13224  per  collegare  un  amperometro  in  serie,  in  modo  da
misurare esattamente la corrente in ingresso al chip. In seguito si può ripristinare il
collegamento tramite un resistore da 0 Ω, corrispondente a R6;
• il  reset  è  collegato  direttamente  all'alimentazione,  come  consigliato  in  [R5].  È
comunque  prevista  la  possibilità  di  inserire,  con  la  stessa  tecnica  di  cui  al  punto
precedente, un resistore di pull-up, ad esempio necessario qualora si voglia utilizzare il
collegamento JTAG per la programmazione o il debug;
• sono stati  aggiunti  i  segnali  RTCK al  connettore JTAG, RTS e CTS al  connettore
UART, per risolvere alcune problematiche di  interfaccia che si  sono presentate nel
corso dell'utilizzo della precedente versione della scheda;
• oltre ai pad per il portabatteria a bottone, sono presenti anche due fori per la saldature
di un portabatteria standard per una coppia di batterie AAA.
Le  schede  CoorDINator e  Router sono  sostanzialmente  analoghe:  l'unica  differenza  è  la
presenza, nella prima, del resistore di pull-up sul reset; nel Router, invece, è prevista la stessa
soluzione  appena descritta  per  la  SensorBoarD 2.0.  Questo  perché  il  CoorDINator  dovrà
essere interfacciato, secondo l'architettura del sistema Home di cui al capitolo introduttivo,
con il  Gateway, che dovrà essere in grado di resettare via hardware il coordinatore stesso,
quando questo sia necessario.
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Figura 4.28 – Schema elettrico della scheda CoorDINator
Discutiamo  brevemente  le  caratteristiche  del  circuito  del  coordinatore  (Figura  4.28),
confrontandole con quelle della SensorBoarD:
• l'alimentazione non è più a batteria: il circuito viene alimentato dall'esterno tramite un
connettore micro-USB, scelto perché sarà il  futuro standard per l'alimentazione dei
telefoni cellulari.  Di conseguenza sarà facile reperire sul mercato adattatori  di  rete
specifici per questa connessione, utilizzabili, quindi, anche per le nostre schede;
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• è presente un regolatore serie, per fornire la corretta tensione di alimentazione di 3,3 V
a partire da 5 V caratteristici della connessione micro-USB;
• è  stata  rimossa  l'antenna  integrata,  ma  è  stato  introdotto  un  connettore  SMA per
antenne esterne come quelle utilizzate dal  Network Node del kit 1322x di Freescale
presentato al capitolo 2.
Le modifiche introdotte rispetto alla SensorBoarD sono giustificate dalle diverse esigenze del
coordinatore e del router: è importante che questi dispositivi siano in grado di  garantire la
massima copertura possibile, per cui si preferisce usare un'antenna esterna, e non possono
essere  alimentati  a  batteria,  perché  la  loro  sezione  radio  risulta  sempre  accesa,  per
mantenere attiva la rete.
Per completezza riportiamo il layout del coordinatore (Figura 4.29), ricordando come il router
sia esattamente uguale, a meno della pista di reset di cui detto in precedenza. Le dimensioni di
queste schede sono 54x26 mm.
Figura 4.29 – Layer Top e Bottom della scheda CoorDINator
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Capitolo 5
Il livello Applicazione del protocollo ZigBee
5.1 – Gli elementi del livello Application
Come detto nel capitolo 2, lo sviluppo di una propria soluzione basata su uno standard di rete
si basa sul progetto hardware, che abbiamo ampiamente discusso, e sulla programmazione del
software a livello applicativo, per introdurre la quale è necessario conoscere alcuni dettagli
del livello ZigBee denominato APL (Application).
Questo livello dello standard è organizzato in tre diversi moduli:
• APS (Application Support Sublayer);
• AF (Application Framework);
• ZDO (ZigBee Device Object).
Oltre a queste componenti, a questo livello sono previsti una serie di strumenti atti a risolvere
le problematiche di configurazione della singola installazione di una particolare nuova rete,
denominati strumenti di Commissioning.
In questo capitolo presenteremo le caratteristiche di tutti gli elementi appena citati facendo
riferimento all'implementazione dello standard ZigBee [R0] nel codice BeeStack di Freescale,
del quale riporteremo dei frammenti, quando ciò sia d'aiuto per una migliore comprensione.
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5.1.1 – Convenzioni utilizzate
Per chiarezza riportiamo alcune convenzioni utilizzate nel seguito:
• intN (Integer) = numero intero a N bit, in complemento a 2 per il segno;
• uintN (Unsigned integer) = numero intero positivo a N bit;
• Indirizzo NWK o short = indirizzo a 16 bit;
• Indirizzo MAC o IEEE o esteso = indirizzo a 64 bit.
5.1.2 – Definizioni
Prima  di  descrivere  nel  dettaglio  i  singoli  moduli  di  questo  livello,  definiamo  subito  le
particolari entità con cui tali moduli si troveranno ad interagire:
• Dispositivo: entità presente su di un nodo della rete dotato di una propria radio, quindi
raggiungibile tramite l'indirizzo MAC o NWK della radio stessa;
• Endpoint:  singola  applicazione  presente  nel  dispositivo.  Un  dispositivo  può
supportare fino a 240 applicazioni, identificate da un numero a 8 bit (EndPointId).
Esistono alcuni vincoli sull'assegnazione dell'EndPointId (Tabella 5.1):
EndPointId Destinazione
0x00 ZDO (ZigBee Device Object)
0x01 ÷ 0xF0 Endpoint a disposizione dell'utente
0xF1 ÷ 0xFE Riservati
0xFF Rappresenta tutti gli endpoint (broadcast Id)
Tabella 5.1 – Suddivisione degli EndPointId [R0]
• Cluster:  singola  collezione  di  dati  (cluster  attributes)  e  di  messaggi  (cluster
commands)  relativi  ad una specifica funzionalità  di  un endpoint.  Un endpoint  può
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supportare più cluster, offrendo quindi molteplici funzionalità, fino ad un massimo di
65536, riconoscibili tramite un identificativo a 16 bit (ClusterId);
• Attributo di un cluster: singolo campo informativo contenuto all'interno di un cluster.
Un cluster può avere fino a 65536 attributi, con identificativo a 16 bit (AttributeId);
La figura seguente fornisce un quadro generale dei rapporti gerarchici tra i vari oggetti appena
descritti (Figura 5.1):
Dispositivo (DeviceId)
EndPoint (EndPointId)
Cluster (ClusterId)
Attributo
(AttributeId)
Attributo
(AttributeId)
...
Cluster (ClusterId)
Attributo
(AttributeId)
Attributo
(AttributeId)
...
...
EndPoint (EndPointId)
...
...
Figura 5.1 – Ordine gerarchico degli oggetti applicativi del protocollo ZigBee
Facendo riferimento ad uno dei casi di nostro interesse, la misura delle temperatura che sarà
approfondita al capitolo successivo, un esempio può essere quello del dispositivo “Sensore di
Temperatura” (DeviceId = 0x0302), comprendente due sensori con caratteristiche diverse, per
esempio  per  la  misura  della  temperatura  al  di  qua  e  al  di  la'  di  una  finestra  esterna,
corrispondenti agli  endpoint 0x01 e 0x02, ciascuno dei quali con al suo interno i  cluster
“Misura  della  Temperatura”  (0x0402),  con  gli  attributi “Valore  Misurato”
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(AttributeId = 0x0000) e “Tolleranza” (0x0003)”, e il cluster “Basic” (ClusterId = 0x0000),
con attributi “Versione dell'applicazione” (AttributeId = 0x0001) e “Versione dell'hardware”
(0x0003).
Per  realizzare  la  proprio  rete, in  linea  di  principio  è  necessario  definire  ogni  tipo  di
dispositivo, associarvi le applicazioni che si desidera supporti e creare i cluster, con i singoli
attributi, necessari ad implementare le specifiche funzionalità.
5.2 – Application Support Sublayer
Il livello intermedio di supporto all'applicazione si occupa di gestire lo scambio di messaggi
dati e di comando tra i vari endpoint e il livello di rete sottostante, inserendosi nello  stack
come riassunto in figura seguente (Figura 5.2):
Figura 5.2 – Application Support Sublayer [R1]
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Questo livello è composto da due sezioni, ciascuna con la relativa porta di comunicazione
SAP, responsabile di un diverso tipo di dati:
• APSDE (APS Data Entity) per i messaggi destinati al trasporto di dati;
• APSME (APS Management Entity) per i messaggi relativi a specifici comandi.
Oltre  ad  interagire  implicitamente  tra  loro,  queste  due  componenti  possono  sfruttare
un'apposita struttura dati per immagazzinare e gestire le informazioni utili, denominata AIB
(APS Information Base), come riassume il modello seguente (Figura 5.3):
Figura 5.3 – Modello del livello APS [R0]
5.2.1 – APS Data Entity
Il modulo del livello APS delegato allo scambio di dati si occupa di trasferire un'informazione
di livello applicativo, denominata APDU (APS Protocol Data Unit), da un endpoint ad un
altro. Il  destinatario può essere un'altra entità dello stesso livello sullo stesso nodo, quindi
locale, o può appartenere ad un altro nodo della rete, rappresentando un destinatario remoto.
Questo servizio supporta il  binding dei  dispositivi  e  l'indirizzamento di  gruppo,  di  cui  in
seguito,  oltre  alla  frammentazione,  la  ritrasmissione e  l'eliminazione  dei  duplicati dei
messaggi per fornire una comunicazione efficace ed affidabile.
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Per svolgere questi compiti utilizza un modello di comunicazione che si basa su tre primitive:
la  richiesta  dell'invio  del  dato  (APSDE-DATA.request),  la  conferma  dell'invio  (APSDE-
DATA.confirm)  e  l'indicazione  del  dato  al  destinatario  (APSDE-DATA.indication).  E'  utile
entrare nel dettaglio di questo modello di comunicazione, perché molto comune in Zigbee.
5.2.2 – Meccanismo di comunicazione dell'APSDE
Vediamo come funziona  lo  scambio di  dati  a  livello  applicazione,  nel  caso  più  semplice
(Figura  5.4) e  quando  siano  abilitate  funzionalità  come  l'acknowledgment  (Figura  5.5)
(indicato dall'Acknowledgment Request, AR) o la frammentazione (Figura 5.6).
• Comunicazione semplice
Figura 5.4 – Scambio di messaggi tramite APSDE [R0]
Un'applicazione  che  fa  richiesta  di  invio  dati  all'APS  riceverà  una  conferma,  di
successo o errore, indipendentemente dall'esito della trasmissione. L'APS mittente
si  occuperà  di  inviare  tale  conferma,  oltre  ad  inviare  i  dati  all'APS  destinatario
(utilizzando i servizi del proprio livello NWK). L'APS destinatario, che riceverà i dati
dal  proprio livello NWK, avrà solo il  compito di  indicare tali  dati  all'applicazione
destinataria;
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• Comunicazione con ACK
Figura 5.5 – Scambio di messaggi tramite APSDE con ACK [R0]
A  differenza  del  caso  precedente,  la  conferma  inviata  dall'APS  mittente
all'applicazione  dipende  dall'esito  della  trasmissione dei  dati,  in  particolare  dal
ricevimento  o  meno,  entro  il  tempo  limite  apscAckWaitDuration,  dell'ACK
corrispondente. La gestione degli ACK è delegata ai livelli NWK: l'APSDE si occupa
solo di ritrasmettere il messaggio non inviato fino ad un massimo di volte fissato da
apscMaxFrameRetries. Questi valori appartengono all'insieme delle costanti di livello
APS previste dallo standard, riportate nella tabella seguente (Tabella 5.2):
Costante Descrizione Valore
apscMaxDescriptorSize
Massimo numero di ottetti in un
descrittore
64
apscMaxFrameRetries
Numero di ritrasmissioni massime
previste
3
apscAckWaitDuration
Numero di secondi di attesa di un
acknowledgment
Dipende dai
parametri
di sicurezza
apscMinDuplicateRejectionTableSize
Dimensione minima richiesta per la
tabella APS Duplicate Rejection
1
apscMaxWindowSize
Massima dimensione della finestra di
segmentazione
1 ÷ 8
apscInterframeDelay
Ritardo standard tra blocchi consecutivi
in una trasmissione frammentata
Definito dal
profilo
apscMinHeaderOverhead
Numero minimo di ottetti che l'APS
aggiunge ad un ASDU
12
Tabella 5.2 – Costanti di livello APS [R0]
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• Comunicazione con frammentazione e ACK 
Figura 5.6 – Scambio di messaggi frammentati tramite APSDE con ACK [R0]
La trasmissione di  un messaggio frammentato in pacchetti  avviene tramite finestre
temporali, che permettono l'invio di più blocchi consecutivi prima della ricezione degli
ACK. Il livello NWK del mittente gestisce la ritrasmissione di eventuali blocchi persi,
come nel caso del blocco 1 di figura, mentre il livello APS si occupa di ricostruire
(deframmentare)  il  messaggio,  una  volta  ricevuti  dal  proprio  livello  NWK tutti  i
blocchi necessari.
Nell'esempio  in  figura  si  trasferisce  correttamente  un  messaggio  di  5  blocchi  in
finestre temporali di 3, con un'unica ritrasmissione. Il block number inviato dal NWK
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ricevente rappresenta l'indice del primo blocco della finestra cui si riferisce l'ACK,
mentre l'ACK bitfield serve a individuare l'eventuale blocco perso.
Descriviamo adesso nel dettaglio le primitive utilizzate per la comunicazione, così da poter
approfondire alcune questioni, come quella relativa al tipo di indirizzamento.
• APSDE-DATA.request
Questa primitiva necessita delle seguenti informazioni:
typedef struct zbApsdeDataReq_tag {
zbAddrMode_t     dstAddrMode;      /* indirect, group, direct-16, direct-64 */
zbApsAddr_t      dstAddr;             /* short address, long address or group (ignored on indirect mode) */
zbEndPoint_t     dstEndPoint;      /* destination endpoint (ignored if group mode) */
zbProfileId_t    aProfileId;       /* application profile (either private or public) */
zbClusterId_t    aClusterId;       /* cluster identifier */
zbEndPoint_t     srcEndPoint;      /* source endpoint */
uint8_t          asduLength;       /* length of payload (of this fragment if fragmented) */
uint8_t          *pAsdu;           /* pointer to payload */
zbApsTxOption_t  txOptions;        /* options on transmit (to ACK or not to ACK, that is the question... */
uint8_t          radiusCounter;    /* radius */
  zbApsConfirmId_t       confirmId;        /* identifier for the confirm */  
  zbTxFragmentedHdr_t    fragmentHdr;      /* set to all 0x00s if not fragmented transaction */
} zbApsdeDataReq_t;
Descriviamo quindi nel dettaglio le singole voci (Tabella 5.3):
Campo Tipo Formato Descrizione
dstAddrMode zbAddrMode unit8 Tipo di indirizzamento
dstAddr zbApsAddr union Indirizzo del nodo destinatario
dstEndPoint zbEndPoint uint8 EndPoint del destinatario
aProfileId zbProfileId uint16 Profilo dell'applicazione
aClusterId zbClusterId uint16 Identificazione del Cluster
srcEnfPoint zbEndPoint uint8 EndPoint del mittente
asduLenght uint8 Lunghezza dell'ASDU [n° di ottetti]
*pAsdu uint8 Puntatore all'ASDU
txOptions zbApsTxOption uint8 Maschera delle opzioni di trasmissione
radiusCounter uint8 Numero di salti permessi (vedi cap. 2)
confirmId zbApsConfirmId uint8 Identificatore del messaggio di conferma
fragmentHdr zbTxFragmentedHdr struttura Intestazione per la frammentazione
Tabella 5.3 – Parametri APSDE-DATA.request [R0]
134
Il meccanismo di comunicazione cambia al variare del dstAddrMode. Vediamo i quattro casi
possibili (tra parentesi il valore di dstAddrMode relativo):
• Indirizzamento diretto  esteso (0x03):  dstAddr  sarà  un  indirizzo  MAC  a  64  bit,
utilizzato nelle tabelle della NIB (introdotte nel capitolo 2) per cercare un indirizzo
NWK a 16 bit. Se la ricerca ha successo, tale indirizzo NWK sarà fornito al livello
sottostante insieme agli  altri  dati  per  l'invio,  altrimenti  sarà  invocata  una APSDE-
DATA.confirm con status “NO_SHORT_ADDRESS”;
• Indirizzamento diretto ridotto (0x02): dstAddr sarà un indirizzo NWK a 16 bit, da
inviare al livello sottostante insieme agli altri dati del messaggio;
• Indirizzamento di gruppo (0x01): dstAddr sarà l'indirizzo a 16 bit di un gruppo di
nodi, inviato al livello inferiore per l'invio del dato a ciascun nodo del gruppo;
• Indirizzamento indiretto (0x00): saranno omessi dstAddr e dstEndPoint. Se il nodo
mittente  supporta  il  binding,  di  cui  parleremo  in  seguito,  grazie  all'informazione
srcEndPoint sarà in grado di risalire all'indirizzo del nodo e dell'endpoint destinatario,
locale, remoto o di gruppo che sia. Altrimenti invocherà una APSDE-DATA.confirm
con status “NOT_SUPPORTED” o “NO_BOUND_DEVICE”.
Il campo txOptions contiene informazioni sulla sicurezza e sulla frammentazione, necessarie
per il corretto invio dei dati di comunicazione al livello inferiore. È una bitmap (o maschera di
bit) in cui i bit 0 ÷ 3 hanno la funzionalità di flag, ossia possono essere messi singolarmente a
1 o a 0 per rappresentare l'abilitazione o meno di uno specifica funzionalità (gli altri quattro
bit sono sempre posti a 0). Questa è una tecnica ricorrente del protocollo di comunicazione.
Osservando l'implementazione nel BeeStack di questa bitmap, in cui i singoli bit sono settati a
1 tramite operatore di shift a sinistra (<<), è possibile notare un'ulteriore caratteristica che si
ripresenterà spesso nell'analisi del protocollo ZigBee:
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typedef uint8_t zbApsTxOption_t;
enum
{
  /* defined by ZigBee */
  gApsTxOptionNone_c           = (0),       /* no APS security (NWK layer security only) */
  gApsTxOptionSecEnabled_c = (1 << 0),  /* APS layer security enabled */
  gApsTxOptionUseNwkKey_c  = (1 << 1),  /* NWK key used for APS layer security */
  gApsTxOptionAckTx_c          = (1 << 2),  /* Use acknowledgement for transmitting frame */
  gApsTxOptionFragmentationRequested_c  = (1 << 3),  /* Fragmentation Enabled */
  /* freescale enhanced features */
  gApsTxOptionNoSecurity_c             = (1 << 5), /* send a non-secure packet in a secure network */
  gApsTxOptionSuppressRouteDiscovery_c = (1 << 6),
  gApsTxOptionForceRouteDiscovery_c    = (1 << 7)
};
Notiamo  come siano  presenti,  oltre  alla  funzionalità  previste  dallo  standard  ZigBee  (per
l'abilitazione  della  sicurezza  di  livello  APS,  la  selezione  della  chiave  da  utilizzare,
l'abilitazione  dell'acknowledgement  e  della  frammentazione,  o  segmentazione,  di  cui  al
capitolo  2),  delle  funzioni  aggiuntive  ideate  da  Freescale.  Quando  possibile,  infatti,  il
produttore del BeeStack ha scelto di offrire all'utente opzioni e funzionalità da lui ritenute
utili, ovviamente senza intaccare la compatibilità allo standard di riferimento.
Visti i campi radiusCounter e  fragmentHdr, resta da specificare il ruolo del confirmId: questo
dato serve a mettere in relazione univocamente la richiesta di invio con la relativa conferma,
in modo da permettere l'implementazione delle tecniche di ritrasmissione dei messaggi e di
eliminazione dei duplicati ricevuti, in maniera quasi del tutto trasparente all'utente finale.
• APSDE-DATA.confirm
typedef struct zbApsdeDataConfirm_tag
{
  zbAddrMode_t      dstAddrMode;    /* address mode */
  zbApsAddr_t        dstAddr;        /* destination address or group */
  zbEndPoint_t      dstEndPoint;    /* destination endpoint */
  zbEndPoint_t       srcEndPoint;    /* endpoint originating the msg */
  zbStatus_t         status;         /* status of confirm (worked or failed) */
  zbTime_t           txTime;         /* vendor specific time packet was transmitted (always 0) */
  zbApsConfirmId_t    confirmId;      /* identifier for the confirm */
} zbApsdeDataConfirm_t;
Senza discutere i campi analoghi a quelli del punto precedente, vediamo i possibili valori del
campo status (definito come uint8), specifici del livello APS:
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#define gZbSuccess_c                 0x00   /* A request has been executed successfully */
#define gApsNoAck_c                  0xa7   /* An APSDE-DATA.request failed due to ack not received*/
#define gApsNoBoundDevice_c   0xa8   /* Data request with addr mode 0x00 failed since device has no boundings*/
#define gApsNoShortAddress_c   0xa9   /* Data request with addr mode 0x03 failed due to no short address in addr map*/
#define gApsNotSupported_c       0xaa   /* The request feature (binding, fragmentation) is not supported */ 
#define gApsAsduTooLong_c       0xa0   /* A transmit request failed since ASDU too large and fragmentation not supported. */
#define gApsSecurityFail_c           0xad  /* Security processing error during APSDE-DATA.request */
In  pratica  questo campo indica il  corretto  invio della  richiesta  di  trasmissione  o,  in  caso
contrario, riporta un codice di errore capace di identificare il problema (sono supportati anche
eventuali altri valori provenienti dal livello NWK). 
Il campo txTime (definito come uint8) contiene l'informazione sull'istante di trasmissione del
messaggio. Questa funzionalità è ritenuta non fondamentale nello standard ZigBee, pertanto la
sua eventuale implementazione è delegata allo specifico produttore.
• APSDE-DATA.indication
typedef struct zbApsdeDataIndication_tag
{
  zbAddrMode_t    dstAddrMode;   /* address mode */
  zbNwkAddr_t     aDstAddr;       /* destination address or group */
  zbEndPoint_t    dstEndPoint;    /* destination endpoint */
  zbAddrMode_t    srcAddrMode;    /* address mode - note: always 16-bit */
  zbNwkAddr_t     aSrcAddr;       /* source address or group (never 64-bit) */
  zbEndPoint_t    srcEndPoint;    /* source endpoint */
  zbProfileId_t   aProfileId;     /* profile ID (filtered automatically by APS) */
  zbClusterId_t   aClusterId;     /* cluster ID (no filter applied to clusters) */
  uint8_t         asduLength;     /* length of payload (or this fragment if fragmented) */
  uint8_t         *pAsdu;         /* pointer to payload */
  zbStatus_t      status; /* status field of the incoming frame processing */
  bool_t          fWasBroadcast;  /* was the packet groupcast or broadcast? */
  zbApsSecurityStatus_t fSecurityStatus;  /* was the packet secure? At which layers? */
  uint8_t         linkQuality;    /* link quality from network layer */
  zbTime_t        rxTime;         /* vendor specific time packet was received (always 0) */
  zbRxFragmentedHdr_t fragmentHdr;  /* only present if txOptions & gApsTxOptionFragmentationRequested_c */
} zbApsdeDataIndication_t;
Questa funzione permette il trasferimento dell'ASDU proveniente dal livello inferiore (o da
una APSDE-DATA.request con indirizzo locale) all'oggetto applicativo destinatario.
Oltre a success, il campo status può assumere un qualsiasi valore proveniente dalla gestione
della sicurezza e  i valori utili ad informare su un errore relativo alla frammentazione:
#define gApsDefragDeferred_c         0xa1 /* A received fragmented frame could not be defragmented at the current time. */
#define gApsDefragUnsupported_c  0xa2 /* The device does not support fragmentation. */
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Il campo fSecurityStatus specifica quale chiave sia stata usata per la sicurezza tra la NWK Key
e la Link Key, o se nessuna sicurezza è stata prevista per l'ASDU corrente.
Il campo linkQuality riporta l'informazione proveniente dal livello NWK, di cui al capitolo 2.
5.2.3 – APS Management Entity
Questo modulo del livello APS si occupa di fornire all'applicazione i servizi di gestione della
tabella  AIB,  dei  gruppi  e  la  particolare  funzionalità  di  binding  dei  dispositivi.  Tutte  le
primitive di questo modulo seguono il modello di  richiesta – conferma presentato al punto
precedente. Non è mai presente l'indication, in quanto questi servizi non sono pensati per lo
scambio  di  informazioni  con  altri  nodi  della  rete,  ma per  fornire  agli  oggetti  applicativi
l'accesso ad alcune funzionalità del nodo dove risiedono.
5.2.4 - Gestione della tabella AIB
La tabella di livello Application è strutturata in una serie di campi  (Tabella 5.4),  definiti e
discussi nel dettaglio in [R0]:
Attributo Descrizione
apsBindingTable Tabella di binding corrente
apsDesignatedCoordinator 1 se il nodo può fungere da coordinatore
apsChannelMask Maschera dei canali che il dispositivo supporta
apsUseExtendedPANID Indirizzo a 64 bit della rete da formare o cui accedere
apsGroupTable Tabella dei gruppi corrente
apsNonmemberRadius Parametro necessario per il multicast di livello NWK
apsPermissionsConfiguration Tabella dei permessi corrente
apsUseInsecureJoin 1 se il dispositivo supporta tale funzionalità
apsInterframeDelay Ritardo tra due blocchi in un messaggio frammentato
apsLastChannelEnergy Livello energetico del canale precedentemente misurato
apsLastChannelFailureRate Parametro di qualità dell'ultimo canale misurato
apsChannelTimer Tempo al prossimo cambio di canale permesso
Tabella 5.4 – Attributi della tabella APS Information Base [R0]
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Ciascuno  di  questi  attributi  può  essere  letto  o  settato  tramite  le  primitive:
ApsmeSetRequest(attributeId, pValue), e ApsmeGetRequest(attributeId).
Queste  primitive,  presenti  nel  BeeStack,  permettono,  rispettivamente,  di  settare  un  nuovo
value nel campo identificato dall'attributeId o di leggere il valore attuale. Il  BeeStack non
contiene le corrispondenti primitive di conferma, previste invece dallo standard ZigBee [R0],
pertanto l'applicazione che invocherà la  Set non sarà in grado di sapere se il valore è stato
correttamente  salvato,  mentre  quella  che  invocherà  la  Get non  avrà  la  certezza  della
consistenza del dato ricevuto.
Questo difetto del BeeStack, come altri simili che incontreremo, è figlio della natura  non
definitiva del codice fornito da Freescale: per rendersi conto della rapidità di evoluzione dello
stesso, basti pensare che il firmware oggetto di questo elaborato è stato inizialmente scritto a
partire  dalla  versione 3.0.2  del  BeeStack,  leggermente modificato all'uscita  della  versione
3.0.3,  quindi riscritto quasi  completamente quando disponibile la versione 3.0.4,  su cui si
fonda la versione definitiva.
Ovviamente  resta  a  discrezione  dell'utente  finale  la  modifica  manuale  del  codice  del
produttore,  appositamente  fornito  in  ogni  suo  dettaglio,  sia  per  implementare  le  proprie
funzionalità  aggiuntive che per  correggere eventuali  mancanze o inesattezze nei  confronti
dello standard ZigBee. In questo caso abbiamo scelto di non intervenire, non ritenendo grave,
allo stato attuale dello sviluppo della nostra scheda, la mancanza delle primitive di conferma
di cui sopra. Un'evoluzione della nostra applicazione pensata per interfacciarsi con prodotti
ZigBee di altri produttori, tuttavia, potrebbe richiedere un intervento in merito.
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5.2.5 - Gestione dei gruppi da parte dell'APSME
La  funzionalità  di  raggruppamento  dello  standard  ZigBee  è  pensata  per  garantire  una
maggiore flessibilità di indirizzamento: all'interno di una rete, infatti è possibile associare a
più endpoint lo stesso indirizzo di gruppo. Quando desidereremo interagire con tutti questi
oggetti contemporaneamente (si pensi, ad esempio, all'accensione di tutte le singole luci di
una stanza (Figura 5.7)) sarà sufficiente inviare in rete un unico messaggio recante l'indirizzo
del gruppo di interesse.
Figura 5.7 – Esempio di indirizzamento singolo e di gruppo
È facile intuire il  vantaggio di questa soluzione: l'invio di  un unico messaggio (che ogni
ricevente sarà in grado di riconoscere come destinato a sé in base all'indirizzo di gruppo) per
interagire con più nodi della rete. Questo consente un minor utilizzo della ricetrasmittente del
dispositivo, a patto di prevedere una fase di configurazione iniziale ed una certa quantità di
risorse di memorizzazione delle informazioni relative ai gruppi.
Per sua natura, la funzionalità di group è da intendersi come una caratteristica opzionale dello
ZigBee, in quanto non sempre risulta necessaria al funzionamento di base della rete.
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Per  utilizzarla,  comunque,  è  necessario  disporre  degli  strumenti  per  creare,  ricordare,
modificare e cancellare i gruppi e le singole associazioni. Questi strumenti sono distribuiti a
vari livelli, in particolare tra il livello NWK e l'APS. 
L'APSME, infatti,  contiene le primitive per associare (APSME-ADD-GROUP) e dissociare
(APSME-REMOVE-GROUP e  APSME-REMOVE-ALL-GROUP) un endpoint ad un gruppo,
in base ai seguenti dati:
typedef struct zbApsmeAddGroupReq_tag {
  zbGroupId_t aGroupId;
  zbEndPoint_t endPoint;
} zbApsmeAddGroupReq_t;
typedef struct zbApsmeRemoveGroupReq_tag {
  zbGroupId_t aGroupId;
  zbEndPoint_t endPoint;
} zbApsmeRemoveGroupReq_t;
typedef struct zbApsmeRemoveAllGroupsReq_tag{
  zbEndPoint_t endPoint;
} zbApsmeRemoveAllGroupsReq_t;
Il campo zbGroupId è definito come un unit16 e contiene l'identificativo del gruppo al quale
si vuole aggiungere o rimuovere l'endpoint riferito. Facciamo notare che la RemoveAllGroup
necessita solo dell'endpoint  di  interesse,  dovendo rimuovere l'associazione dello  stesso ad
ogni gruppo.
Ciascun servizio prevede la relativa primitiva di conferma, contenente gli  stessi dati della
richiesta, più il campo status per l'esito, che può essere, oltre a success:
#define gApsInvalidParameter_c   0xa6    /* A parameter value was invalid or out of range*/
#define gApsTableFull_c                0xae    /* BIND of ADD-GROUP request fail when bind or group tables are full */
#define gApsInvalidGroup_c          0xa5    /* REMOVE-GROUP request has been issued with a not existing group identifier*/
Le primitive presentate si occupano anche, in modo trasparente all'utente,  di mantenere la
coerenza tra la  Group Table di livello APS e quella contenuta nella NIB. Il modello della
tabella fornito in [R0] è (Tabella 5.5):
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Group ID EndPoint List
Indirizzo a 16 bit del gruppo Lista degli endpoint del dispositivo
che fanno parte del gruppo
Tabella 5.5 – Modello della Group Table dell'AIB [R0]
5.2.6 – Il binding e la sua gestione nell'APSME
La  già  citata  funzionalità  di  binding  dei  dispositivi  ha  lo  scopo  di  semplificare  la
comunicazione tra  due endpoint.  Il  suo ruolo è quello  di  registrare  l'associazione  tra  due
endpoint  in  apposite  tabelle,  che  contengano tutti  i  dati  di  indirizzamento  degli  endpoint
stessi:  in  questo  modo  per  ogni  tipo  di  comunicazione  è  possibile,  come  visto
nell'indirizzamento dell'APSDE, omettere tutti  i  dati di  indirizzamento del destinatario. Le
sole  informazioni  sul  mittente,  infatti,  consentono  di  cercare  nelle  tabelle  di  binding  i
destinatari di ogni tipo di messaggio.
Per sua natura, questa funzione è pensata per gli oggetti applicativi destinati a comunicare
spesso, come per esempio quelli che gestiscono interruttore e relative lampadine (Figura 5.8):
Figura 5.8 – Esempio di binding degli endpoint
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Nel nostro esempio l'endpoint che gestisce lo Switch 1 può inviare un apposito comando di
accensione,  privo  di  alcun  dato  di  indirizzamento.  Il  ruolo  dell'applicazione  utente  è
terminato:  sarà  compito  dei  livelli  inferiori  ricavare  dalle  tabelle  di  binding,  conoscendo
l'identificativo  dell'endpoint  mittente  ed  il  tipo  di  servizio  offerto  (in  questo  caso  on/off
switch), l'indirizzo di ciascuna lampadina (1,  2, 3), provvedendo alla trasmissione in rete dei
singoli comandi di accensione.
Il vantaggio principale di questa tecnica risiede nel  semplificare il traffico di dati a livello
applicativo, delegando ai livelli inferiori il compito di gestire l'informazione di indirizzamento
completo: l'applicazione, in pratica, sfrutta una fase di configurazione iniziale per delegare ad
altri l'indirizzamento dei messaggi.
Lo  svantaggio  più  evidente  di  questa  soluzione  è  la  necessità  di  configurare,  gestire  e
memorizzare una certa quantità di dati non strettamente necessari al funzionamento di base
della rete.
In  definitiva,  questa  tecnica  offre  dei  vantaggi  in  presenza  di  oggetti  applicativi  che
comunicano molto spesso e sempre con i medesimi destinatari, altrimenti la necessità di
modificare ripetutamente le informazioni di binding diventa una complicazione insostenibile.
È anche possibile combinare le funzionalità di group e binding, associando un endpoint ad un
gruppo di endpoint, ottenendo il vantaggio complessivo di un indirizzamento più facile da
gestire e con il minor traffico di messaggi in rete.
Anche il servizio di binding è distribuito su tutto lo stack del protocollo ZigBee: a livello
APS  sono  disponibili,  nell'APSME,  le  primitive  di  associazione  (APSME-BIND)  e
dissociazione di due dispositivi (APSME-UNBIND) utilizzando la  Binding Table contenuta
nell'AIB. Per utilizzarle esiste la seguente struttura dati:
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typedef struct zbApsmeBindReq_tag {
  zbIeeeAddr_t  aSrcAddr;    /* long/MAC/IEEE source address */
  zbEndPoint_t  srcEndPoint; /* source endpoint to bind */
  zbClusterId_t aClusterId;  /* cluster to bind */
  zbAddrMode_t  dstAddrMode; /* desintation address mode */
  zbIeeeAddr_t  aDstAddr;    /* destination address.. may be group */
  zbEndPoint_t  dstEndPoint; /* destination endpoint (0xff for group) */
} zbApsmeBindReq_t;
La struttura relativa alla Unbind è esattamente uguale e, pertanto, omessa. Ciascuna primitiva
prevede la propria conferma, recante l'esito della funzione nel campo status, che può valere,
oltre a success:
#define gApsIllegalRequest_c     0xa3    /* A parameter value was out of range. */
#define gApsTableFull_c             0xae    /* BIND of ADD-GROUP request fail when bind or group tables are full */
#define gApsNotSupported_c      0xaa    /* The request feature (binding, fragmentation) is not supported */ 
#define gApsInvalidBinding_c      0xa4    /* An APSME-UNBIND.request failed due to requested binding link not existing */
Il modello di tabella di binding prevista dallo standard ZigBee è il seguente (Tabella 5.6):
Sorgente Destinatario
Indirizzo
Identificatore
dell'endpoint
Identificatore
del cluster
Lista di elementi di uno dei due tipi:
Indirizzo
Identificatore
dell'endpoint
Indirizzo di
un gruppo
Tabella 5.6 – Modello di Binding Table dell'AIB [R0]
5.2.7 – Formato dei frame APS
Il generico pacchetto di livello APS ha il seguente formato (Figura 5.9):
Figura 5.9 – Formato di un APDU generico [R0]
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Il Frame Control di questo pacchetto è una bitmap a 8 bit così strutturata (Figura 5.10):
Figura 5.10 – Formato del Frame Control [R0]
Vediamo nel dettaglio i campi del Frame Control:
• Frame type: Data (00), Command (01), Ack (10). La combinazione 11 è inutilizzata;
• Delivery Mode:
◦ Normal unicast (00), ossia verso un singolo endpoint destinatario;
◦ Indirect (01), sfruttando la funzionalità di binding;
◦ Broadcast (10), verso tutti gli endpoint;
◦ Group (11), sfruttando la funzionalità di indirizzamento di gruppo.
• Ack format: 0 per i frame di tipo Data, 1 per i frame di tipo Command;
• Security: 1 se il frame è stato crittografato, 0 altrimenti;
• Ack Request: il già citato AR, 1 se l'acknowledgment è abilitato, 0 altrimenti;
• Extended  Header  Present:  1  se  sarà  presente  l'intestazione  estesa,  0  altrimenti.
Presentiamo subito l'eventuale Extended Header (Figura 5.11):
Figura 5.11 – Formato dell'Extended Header [R0]
Detto in precedenza del  Block number e dell'ACK bitfield, l'Extended frame control 
contiene solamente due bit utili, che servono ad indicare se il pacchetto corrente è il 
145
primo (01) o uno qualsiasi (10) dei pacchetti di una trasmissione frammentata, o se la 
frammentazione non è utilizzata (00).
Tornando al generico APDU di figura 5.9, senza soffermarci sugli ovvi dati di indirizzamento,
chiariamo il ruolo dell'APS Counter:  questo numero viene incrementato di una unità dopo
ogni trasmissione, in modo da permettere il riconoscimento di eventuali frame duplicati.
Ci sono tre possibili tipi di pacchetto, come visto, tutti riconducibili al formato generico di cui
sopra, ma ciascuno con le proprie specifiche caratteristiche:
• Data Frame
Figura 5.12 – Formato di un APDU Data Frame [R0]
• Command Frame
Figura 5.13 – Formato di un APDU Command Frame [R0]
• Ack Frame
Figura 5.14 – Formato di un APDU Ack Frame [R0]
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5.3 – L'Application Framework
L'applicazione vera e proprio, ossia il software più vicino all'utente di tutto lo stack ZigBee, è
costruita all'interno di un ambiente denominato AF (Application Framework), sfruttandone la
struttura e le funzionalità.
Lo  sviluppo  della  propria  applicazione  comporta,  come  abbiamo  detto,  la  definizione  di
endpoint, cluster e attributi relativi ad i dispositivi che si desidera implementare. La ZigBee
Alliance, tuttavia, ha già provveduto a definire, fino al minimo dettaglio, numerosi dispositivi,
presentandoli all'utente all'interno di raccolte, che li riuniscono in base alla destinazione d'uso
comune. Ciascuno di questi insiemi di convenzioni sulle proprietà e le funzionalità offerte da
dispositivi destinatati ad un particolare campo di applicazione è detto profilo pubblico ZigBee
ed è identificato da un numero a 16 bit (ProfileId).
Utilizzando le convenzioni stabilite dal consorzio promotore dello standard, fornite tramite
apposite  librerie,  è  possibile  mantenere  il  massimo grado  di  compatibilità:  qualsiasi  altro
dispositivo, di qualsiasi produttore, realizzato seguendo le medesime convenzioni, risulterà
pienamente compatibile con la nostra specifica rete. I profili disponibili sono (Figura 5.15):
Figura 5.15 - Profili pubblici attualmente previsti dalla ZigBee Alliance [W0]
147
Al momento in cui scriviamo è stato appena rilasciato il profilo ZigBee RF4CE, cui abbiamo
accennato lo scopo al capitolo 2.
Rimane, comunque, la possibilità di definire profili  privati,  sebbene l'obiettivo di fondo di
standardizzazione dello ZigBee consiglia di adottare questa soluzione solo nel caso in cui le
funzionalità di interesse non siano già implementate all'interno di un profilo pubblico.
5.3.1 – Il profilo Home Automation
Il primo profilo pubblico redatto dalla ZigBee Alliance è stato, come abbiamo visto al capitolo
2, quello denominato Home Automation, ratificato dal Board of Directors il 27 Ottobre 2007 e
reso disponibile al pubblico il 2 Novembre seguente [R20]. Il suo ProfileId è 0x0104 e questo
profilo è compatibile con la versione ZigBee e ZigBee Pro dello stack.
Lo scopo per cui è pensato, cioè la destinazione d'uso comune prevista per tutti i dispositivi
definiti al suo interno, è evidente: il profilo è pensato per automatizzare il funzionamento di
un  infrastruttura  domotica.  Il  documento  di  specifica  del  profilo  [R20],  presenta  l'Home
Automation con un esempio di alcuni dei dispositivi definiti al suo interno (Figura 5.16):
Figura 5.16 – Esempio di dispositivi previsti dal profilo Home Automation [R20]
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È evidente come gran parte dei dispositivi presentati nell'esempio di rete illustrato in figura
1.2 saranno definiti  in questo profilo.  La lista completa dei  dispositivi previsti  dal  profilo
Home Automation è la seguente (Tabella 5.7):
Dispositivo DeviceId
G
e
n
e
ri
c
On/Off Switch 0x0000
Level Control Switch 0x0001
On/Off Output 0x0002
Level Controllable Output 0x0003
Scene Selector 0x0004
Configuration Tool 0x0005
Remote Control 0x0006
Combined Interface 0x0007
Range Extender 0x0008
Mains Power Outlet 0x0009
L
ig
h
ti
n
g
On/Off Light 0x0100
Dimmable Light 0x0101
Color Dimmable Light 0x0102
On/Off Light Switch 0x0103
Dimmer Switch 0x0104
Color Dimmer Switch 0x0105
Light Sensor 0x0106
Occupancy Sensor 0x0107
C
lo
s
u
re
s
Shade 0x0200
Shade Controller 0x0201
H
V
A
C
Heating/Cooling Unit 0x0300
Thermostat 0x0301
Temperature Sensor 0x0302
Pump 0x0303
Pump Controller 0x0304
Pressure Sensor 0x0305
Flow Sensor 0x0306
I
A
S
IAS Control and Indicating Equipment 0x0400
IAS Ancillary Control Equipment 0x0401
IAS Zone 0x0402
IAS Warning Device 0x0403
Tabella 5.7 – Dispositivi definiti nel profilo Home Automation [R0]
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Oltre  alla  definizione  dei  singoli  dispositivi,  il  profilo  si  occupa di  stabilire  una  serie  di
caratteristiche di ordine generale, da intendere come linee guida da seguire per lo sviluppo
delle proprie applicazioni. 
Le principali linee guida sono:
• il numero dei nodi della rete deve essere compreso tra 2 ÷ 500;
• l'installazione iniziale della rete deve essere  semplice, cioè alla portata di un utente
privo di competenze tecniche specifiche;
• la rete dovrà rimanere in uno stato di basso consumo per la maggior parte del tempo,
limitando le comunicazioni al minimo indispensabile;
• quando l'utente interagisce con la rete, questa deve rispondere prontamente.
Sono  inoltre  fornite  indicazioni  più  tecniche  da  seguire  per  configurare  alcune  delle
funzionalità supportate dallo ZigBee nel modo migliore per le applicazioni di questo profilo:
• Broadcasting: è permesso trasmettere messaggi di tipo broadcast fino ad un massimo
di uno al secondo, ma il loro uso è sconsigliato [R21];
• Frequency agility:  nella versione ZigBee il  coordinatore può scegliere di  cambiare
canale,  mentre gli altri  nodi dovranno ricorrere ad una procedura di  orphaning per
accedere  di  nuovo alla  rete;  nella  versione  ZigBee Pro  tutta  la  rete  può  spostarsi
contemporaneamente su un nuovo canale grazie ad un apposito comando. [R21];
• Key update: possibilmente solo su richiesta dell'utente [R21];
• Return to factory default: ogni dispositivo deve potersi riconfigurare alle condizioni di
fabbrica a seguito di uno specifico comando remoto [R21].
150
Inoltre il profilo definisce i valori esatti della maggior parte degli attributi delle tabelle AIB e
NIB che specificano il funzionamento della rete, presentati nel capitolo successivo.
Ciascun  dispositivo  presentato  prevede l'utilizzo  di  una  serie  di  cluster,  che,  come detto,
implementano le singole funzionalità: ad esempio il  dispositivo “Sensore di  Temperatura”,
come vedremo in seguito,  utilizzerà giocoforza il  cluster  “Misura della  Temperatura”,  ma
potrà  anche  supportare  il  cluster  “Group”  per  la  gestione  dei  gruppi.  Questo  esempio
introduce anche il concetto di cluster obbligatori (Mandatory), definiti come imprescindibili
per un dato dispositivo, e cluster opzionali (Optional), la cui implementazione nello specifico
dispositivo è a discrezione dell'utente.
5.3.2 – La ZigBee Cluster Library
Tutti i cluster utilizzati dai dispositivi del profilo Home Automation sono definiti nella ZCL
(ZigBee  Cluster  Library)  [R22],  un  documento  di  specifica  appositamente  fornito  dalla
ZigBee Alliance per descrivere nei minimi dettagli i cluster standard da essa ideati.
Nella ZCL sono definiti anche cluster relativi agli altri profili ZigBee approvati dalla ZigBee
Alliance.  Lo  stesso  consorzio  promotore  dello  standard  consiglia  di  utilizzare,  quando
possibile, i cluster contenuti nella ZCL per implementare i dispositivi di un eventuale proprio
profilo privato, in modo da mantenere un certo grado di compatibilità.
I cluster definiti nello ZCL sono suddivisi nelle seguenti categorie:
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• General (ClusterId compresi tra 0x0000 ÷ 0x00FF)
ClusterId Nome Descrizione
0x0000 Basic Informazioni generiche sul dispositivo
0x0001 Power Configuration Informazioni sullo stato delle sorgenti di alimentazione
del dispositivo, con eventuali allarmi
0x0002 Device  Temperature
Configuration
Informazioni sulla temperature interna del dispositivo,
con eventuali allarmi
0x0003 Identify Funzioni per inserire la modalità di identificazione (per
esempio tramite un led che lampeggia)
0x0004 Groups Gestione dei gruppi
0x0005 Scenes Gestione delle scene
0x0006 On/off Funzione generica di accensione/spegnimento
0x0007 On/off  Switch
Configuration
Funzione  di  configurazione  dei  dispositivi  generici
On/off
0x0008 Level Control Controllo dei dispositivi generici che supportano livelli
intermedi tra on e off
0x0009 Alarms Gestione di notifiche e allarmi generici
0x000A Time Funzioni base di temporizzazione
0x000B RSSI Location Funzioni base di individuazione dei dispositivi
Tabella 5.8 - General Cluster [R22]
• Closures (0x0100 ÷ 0x01FF)
ClusterId Nome Descrizione
0x0100 Shade configuration Gestione delle coperture solari
Tabella 5.9 - Closures Cluster [R22]
• HVAC (Heating, Ventilation, Air Conditioning) (0x0200 ÷ 0x02FF)
ClusterId Nome Descrizione
0x0200 Pump  Configuration  and
Control
Funzioni per gestire le pompe di calore
0x0201 Thermostat Gestione dei termostati
0x0202 Fan Control Gestione di ventole di raffraddamento
0x0203 Dehumidification Control Funzioni di controllo dei deumidificatori
0x0204 Thermostat User Interface
Configuration
Configurazione  dell'interfaccia  utente  di  un
termostato
Tabella 5.10 - HVAC Cluster [R22]
152
• Lighting (0x0300 ÷ 0x03FF)
ClusterId Nome Descrizione
0x0300 Color Control Controllo di colore e saturazione di particolari luci
0x0301 Ballast Configuration Gestione di fonti di luce al neon
Tabella 5.11 – Lighting Cluster [R22]
• Measurement and sensing (0x0400 ÷ 0x04FF)
ClusterId Nome Descrizione
0x0400 Illuminance measurement Misura della luminosità
0x0401 Illuminance level sensing Misura della luminosità a livelli discreti
0x0402 Temperature measurement Misura della temperatura
0x0403 Pressure measurement Misura della pressione
0x0404 Flow measurement Misura di un flusso
0x0405
Relative humidity
measurement
Misura di umidità relativa
0x0406 Occupancy sensing Rilevazione dell'occupazione di un area
Tabella 5.12 - Measurement and sensing Cluster [R22]
• Security and safety (0x0500 ÷ 0x05FF)
ClusterId Nome Descrizione
0x0500 IAS Zone Gestione della fonte di allarme di una zona
0x0501 IAS ACE Funzioni di ricezione e controllo degli allarmi
0x0502 IAS WD Gestione delle sirene acustiche
Tabella 5.13 – Security and safety Cluster [R22]
I cluster, come contenitori di informazioni di dati o comando, rappresentano l'interfaccia tra
due  endpoint,  anche  residenti  su  due  diversi  nodi  della  rete,  che  desiderino  comunicare.
Questa comunicazione avviene tramite l'invio di pacchetti, denominati ZCL Frame, secondo il
paradigma  client – server (Figura 5.17). In breve, in questo modello di comunicazione di
153
solito il client invia dati al server, in grado di interpretarli ed immagazzinarli, mentre il server
invia comandi al client, per configurarlo o, comunque, interagire con lui [R22].
Figura 5.17 - Modello Client – Server dello ZCL [R22]
Ciascun cluster può prevedere la funzionalità di server, di client o entrambe le possibilità.
Nello ZCL [R22] sono descritti tutti gli eventuali messaggi server e client che ciascun cluster
supporta, mentre nel profilo Home Automation [R21] è specificato quali di queste funzionalità
siano obbligatorie e quali opzionali per ciascun dispositivo.
Per chiarire il concetto di  cluster server e  cluster client, opzionale o obbligatorio, facciamo
riferimento al set di cluster detti Common (Tabella 5.14), ossia quelli che possono (o devono)
essere supportati da ogni dispositivo, indipendentemente dal tipo.
Lato Server Lato Client
Obbligatori
Basic Nessuno
Identify
Opzionali
Cluster di reporting Cluster di reporting
Power Configuration
Device Temperature Configuration
Alarm
Cluster specifici del produttore Cluster specifici del produttore
Tabella 5.14 – Common Cluster
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Senza entrare  nei  dettagli,  che  saranno oggetto  di  discussione  del  capitolo  successivo,  in
tabella  5.8  abbiamo  visto  come  il  cluster  basic contenga  informazioni  generiche  sul
dispositivo. La maggior parte di questi dati rimarrà costante per tutta la vita del dispositivo,
indipendentemente  dal  suo  funzionamento  in  una  rete,  per  cui  sarà  necessario  prevedere
obbligatoriamente le funzionalità di immagazzinamento e lettura di questi dati, cioè il  lato
server, ma non sarà indispensabile prevedere la modifica di questi dati da remoto, cioè il lato
client. Ulteriori esempi delle componenti client e server di un cluster saranno affrontati nel
seguito.
Tornando all'esempio del basic cluster, abbiamo citato la necessità di leggere i dati in esso
contenuti, ossia il valore degli attributi che contiene. Per accedere a questi dati è possibile
utilizzare un comando (Read Attribute)  di  tipo  General,  cioè appartenente  all'insieme dei
comandi che ogni  cluster  deve essere in grado di  interpretare (Tabella 5.15),  che devono
essere implementati da qualsiasi server e da qualsiasi client.
CommandId Nome
0x00 Read attribute
0x01 Read attribute response
0x02 Write attribute
0x03 Write attribute undivided
0x04 Write attribute response
0x05 Write attribute no response
0x06 Configure reporting
0x07 Configure reporting response
0x08 Read reporting configuration
0x09 Read reporting configuration response
0x0a Report attributes
0x0b Default response
0x0c Discover attributes
0x0d Discover attributes response
Tabella 5.15 – General ZCL Command
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La funzionalità di reporting, in breve, permette di configurare un set di attributi che il server
invierà in serie alla ricezione del semplice comando Report attributes, inviato dal client.
Vediamo il formato generico di un pacchetto di comando ZCL Frame, con la descrizione dei
relativi campi (Figura 5.18):
Figura 5.18 – Generico ZCL Command Frame con relativo Frame Control [R0]
• Frame type: comando specifico di un cluster (01) o generico (00);
• Manufacturer specific: 1 se il comando è specifico del produttore, 0 se è standard;
• Direction: da server a client (1) o da client a server (0);
• Disable default response: 1 per disabilitare la risposta di default, 0 altrimenti;
• Manufacturer  code:  identificativo  assegnato  dalla  ZigBee  Alliance  ai  produttori,
obbligatorio se il comando è specifico, per conoscerne l'autore;
• Transaction  sequence  number:  numero  che  identifica  la  specifica  istanza  del
comando, utile per associarlo con la conseguente specifica risposta;
• Command identifier: identificativo univoco del comando;
• Frame payload: dati eventualmente contenuti nel comando.
Il  formato dei  pacchetti  particolari  di  alcuni  specifici  comandi  sarà presentato al  capitolo
successivo. Per la descrizione dettagliata di ogni altro comando rimandiamo a [R22].
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5.3.3 – I descrittori
All'interno  dell'Application  Framework  sono  definite  delle  particolari  strutture  dati
denominate descrittori: il loro scopo è quello di immagazzinare informazioni sul dispositivo
locale in modo da poterle trasmettere, su richiesta, agli altri nodi della rete.
In particolare sono definiti:
• Node Descriptor
Campo Bit Valori ammessi [numeri decimali]
Logical Type 3 0 = coordinatore; 1 = router; 2 = end device
Complex Descriptor Available 1 1 = si, 0 = no
User Descriptor Available 1 1 = si, 0 = no
Reserved 3 Nessuno
APS Flag 1 Non ancora supportato dallo standard
Frequency Band 5 0 = 868÷868,6; 2 = 902÷928; 3 = 2400÷2435,5 [Mhz]
MAC Capabilty Flags 8 Vedi figura successiva (Figura 5.19)
Manufacturer Code 16 Codice assegnato dalla ZigBee Alliance al produttore
Max Buffer Size 8 0÷127, massimo numero di ottetti in una NSDU
Max Incoming Transfer Size 16 0÷32767, massimo n° di ottetti in una ASDU in ingresso
Server Mask 16 Funzionalità server supportate (vedi paragrafo successivo)
Max Outgoing Transfer Size 16 0÷32767, massimo n° di ottetti in una ASDU in uscita
Descriptor Capability Field 8
Extended Active Endpoint Available (Bit 0)
Extended Simple Descriptor Available (Bit 1)
Tabella 5.16 – Node Descriptor [R0]
La Server Mask informa, con i bit 0 ÷ 6, se il nodo può mettere a disposizione le funzionalità
di Trust Center (vedi capitolo 2), Binding Table Cache, per memorizzare e rendere disponibili
le  tabelle  di  binding  di  tutti  i  dispositivi  della  rete  che  ne  facciano  richiesta  remota,  o
Discovery Cache, per memorizzare e rendere disponibili le informazioni sui servizi di tutti i
dispositivi della rete, sempre su richiesta). 
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Queste ultime due funzioni non devono essere obbligatoriamente presenti in ogni rete, ma
sono  da  considerarsi  opzionali.  Se  sono  presenti,  comunque,  possono  esserci  uno  o  due
dispositivi che le implementino: nel caso siano due, uno sarà il  primary e l'altro il backup,
con l'ovvio ordine di priorità suggerito dallo stesso nome.
La Server Mask specifica, infine, se il dispositivo può funzionare da Network Manager, cioè
se è in grado di fornire tutti i servizi necessari a creare e gestire la rete, in ogni suo parametro.
Il  campo  MAC  Capability  Flags (Figura  5.19)  informa  se  il  dispositivo  può  agire  da
coordinatore (Alternate PAN coordinator = 1), se è un RFD (Device type = 0) o FFD (1), se
dispone  di  alimentazione  di  rete  (Power  source =  1),  se  il  ricevitore  è  attivo  quando  il
dispositivo è in riposo (Receiver on when idle = 1) e se il dispositivo dispone di funzionalità
di sicurezza dei dati (Security capability = 1).
Figura 5.19 – MAC Capability Flags [R0]
• Node Power Descriptor
◦ Current  power (4  bit):  indica  se  il  ricevitore  si  accende  periodicamente,  se  si
accende su stimolo dell'utente o se seguire l'indicazione del Node Descriptor;
◦ Available power sources (4 bit): indica di quali sorgenti di alimentazione dispone il
nodo, tra batteria non ricaricabile, batteria ricaricabile e alimentazione di rete;
◦ Current power source (4 bit): come il campo precedente, ma riferisce la sorgente
attualmente utilizzata dal dispositivo;
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◦ Current power source level (4 bit): livello attuale di batteria, tra 100%, 66%, 33%
o livello inferiore al 33%, definito “critico”.
• Simple Descriptor
Questo descrittore è obbligatorio per ogni endpoint presente sul dispositivo. Contiene,
infatti, l'EndPointId e tutte le informazioni che caratterizzano l'endpoint: ProfileId (8
bit), DeviceId (16 bit), versione del dispositivo (se il profilo ne prevede più di una, 4
bit), numero di cluster (8 bit), lista dei ClusterId dei cluster (16 bit per ognuno)
• Complex Descriptor
Questo particolare  descrittore contiene informazioni codificate in  tag Xml (di  tipo
compresso)  per  permettere  una  maggiore  versatilità:  contiene,  infatti,  stringhe  di
caratteri ASCII con numero di serie, modello, linguaggio del dispositivo ed altro.
• User Descriptors
Descrittore composto da una stringa di 16 caratteri ASCII, a disposizione dell'utente
per inserire una descrizione breve del dispositivo.
Il  Node Descriptors e il  Node Power Descriptors sono obbligatori  per ogni dispositivo. Il
Simple Descriptor è obbligatorio per ogni endpoint, mentre gli altri descrittori possono essere
implementati o meno, a seconda delle specifiche necessità.
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5.3.4 – Lo ZigBee Device Profile
Questo  modulo  dell'Application  Framework  si  occupa  di  tutte  le  funzionalità  di  livello
applicativo che sono comuni a  ciascun dispositivo di  ciascun profilo.  In  pratica svolge la
funzione di un profilo, definendo cluster e comandi, ma si differenzia dai profili fin qui visti
perché offre comandi utili in ogni tipo di rete, a prescindere dalla specifica destinazione d'uso,
per cui viene definito come il “profilo del dispositivo”.
In particolare, lo ZDP (ZigBee Device Profile) offre le seguenti funzionalità, ciascuna delle
quali prevista secondo il modello di richiesta – conferma già visto in precedenza:
• Device Discovery:  servizio atto  a  determinare  l'identità  degli  altri  nodi  della  rete.
Inviando un messaggio remoto, di tipo  broadcast, richiede agli altri dispositivi della
rete  di  inviare  un messaggio  contenente  il  proprio  indirizzo  (MAC o  NWK).  Può
anche essere utilizzato per richiedere allo specifico router o coordinatore di inviare
una lista degli indirizzi dei nodi ad esso collegati;
• Service  Discovery:  funzionalità  utile  per  determinare  i  servizi  offerti  dagli  altri
dispositivi della rete. Permette di richiedere ad uno specifico nodo della rete la lista
degli  endpoint  attivi,  o  di  cercare  nella  rete  dispositivi  con  determinati  valori  dei
campi ProfileId o ClusterId nel proprio Simple Descriptor. Anche la richiesta ad uno
specifico nodo di fornire uno dei propri descrittori appartiene a questo servizio;
• Binding  Management:  servizi  utili  a  creare  un  canale  di  comunicazione  tra  due
dispositivi  (End  Device  Binding)  e  gestire  la  tabella  di  binding  di  cui  detto  in
precedenza, permettendo anche il backup e il ripristino della stessa tra i  dispositivi
cache visti;
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• Network Management: servizi di gestione, che comprendono le primitive di ricerca e
accesso a nuove reti, tra cui l'energy scan e il link quality di cui al capitolo 2, alcune
funzioni di binding, in aggiunta a quelle viste finora, e un sistema di gestione delle
tabelle di routing e binding.
Quando uno di questi servizi viene richiesto, tramite la primitiva request corrispondente, lo
ZDP si occuperà di gestire la richiesta remota, inviando la specifica conferma all'applicazione.
Anche lo ZDP, seguendo le regole di un qualsiasi altro profilo, funziona in base al modello di
comunicazione client – server: ciascuna primitiva prevede un'implementazione lato client, di
solito intesa come la domanda del servizio (ad esempio la richiesta di un descrittore), e una
lato  server,  solitamente  considerata  come la  risposta alla  primitiva  (con  l'invio  dei  dati
richiesti).
La maggior parte dei servizi sono definiti come opzionali sul lato client per cui un dispositivo
può non essere in grado di richiedere determinate informazioni al resto della rete.
Viceversa, si è scelto di rendere obbligatori un gran numero di servizi sul lato server, in modo
da garantire la maggior parte delle risposte alle eventuali richieste di informazioni provenienti
dagli altri nodi della rete.
Un presentazione dettagliata di questo modulo non aggiunge molto ai concetti fin qui esposti,
per cui si rimanda ad [R0] per ogni approfondimento in merito.
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5.3.5 – ZigBee Device Object
Così come lo ZDP appena visto si può considerare un particolare profilo, pensato per gestire
le funzionalità comuni a tutti i dispositivi, lo ZDO (ZigBee Device Object) è un particolare
endpoint, di EndPointId 0x00, che deve essere sempre presente su tutti i dispositivi perché
delegato alla gestione di funzionalità comuni a qualsiasi tipo di nodo della rete. 
Utilizza  il  meccanismo  di  comunicazione  dei  cluster  client –  server come  tutti  gli  altri
endpoint, ma i suoi particolare cluster non contengono attributi, per cui la comunicazione si
limita all'invio ed alla ricezione di comandi, non di dati, e pertanto non è neanche prevista
alcuna forma di segmentazione. Un'altra differenza con i normali endpoint è la possibilità di
comunicare con l'entità APSME, vista in precedenza, e con la NLME, di cui al capitolo 2
(Figura 5.20):  alcuni dei servizi  che lo ZDO implementa,  infatti,  sono di  tipo  distribuito,
come la sicurezza o il binding, cioè ottenuti attraverso componenti divise tra vari moduli.
Figura 5.20 – Lo ZDO nello schema a livelli dello standard ZigBee [R1]
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Anche le primitive di questo modulo seguono il modello di richiesta – risposta ampiamente
descritto  in  precedenza.  Oltre  alle  singole primitive,  questo modulo è  costituito  anche da
alcune  macchine  a  stati,  che  regolano  determinate  funzionalità,  comprese  quelle  di
formazione della rete.
Le  primitive,  ossia  i  cluster command,  che  questo  particolare  endpoint  può  gestire  si
distinguono nei seguenti gruppi, in base alla specifica funzionalità per cui sono pensati:
• Primary cache device operation: questo gruppo di primitive si occupa di gestire la
funzionalità di  cache device, quando il Node Descriptor lo richieda. Dispone di una
propria macchina a stati, con i seguenti stati:
◦ UNDISCOVERED, lo stato iniziale in cui il dispositivo si trova quando accede per
la prima volta alla rete, in attesa di ricevere richieste da parte di altri dispositivi;
◦ DISCOVERED, in cui il dispositivo entra quando riceve una richiesta da parte di
un altro nodo della rete, che desidera utilizzarlo come primary cache device;
◦ REGISTERED,  lo stato che raggiunge dopo aver accettato la richiesta del nodo
remoto, in cui mette a sua disposizione le funzioni per il backup e il restore delle
tabelle di quest'ultimo;
◦ UNREGISTERED,  lo  stato  in  cui  transita  quando,  per  qualsiasi  motivo,  deve
rimuovere un particolare dispositivo remoto (e tutte le relative tabelle che aveva
immagazzinato) dalla lista di quelli accettati.
Questo  esempio  serve  anche  a  capire  come  mai  questo  particolare  endpoint  sia
considerata  proprio di  tutto  il  nodo  locale  e  non dello  specifico  dispositivo di  un
particolare  profilo  ZigBee:  funzionalità  come il  Primary Cache servono,  infatti,  al
funzionamento  della  rete  e  possono  essere  assegnate  ad  un  qualsiasi  dispositivo,
indipendentemente dal suo ruolo di sensore, attuatore, router, coordinatore...
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• Device and service discovery: insieme di primitive che gestiscono, in cooperazione
con le analoghe funzioni dello ZDP, le funzionalità di ricerca di dispositivi e servizi
all'interno  della  rete,  occupandosi  prevalentemente  della  loro  ricezione,
memorizzazione e aggiornamento;
• Security  Manager:  si  occupa  di  richiedere,  concordare,  trasportare,  aggiornare  o
rimuovere le chiavi di sicurezza, interagendo, quindi, con il SSP di cui al capitolo 2;
• Binding Manager: gestisce, sfruttando le primitive dello ZDP, la tabella di binding,
assegnando  le  risorse  di  memoria  che  la  contengano,  scrivendo,  modificando  o
cancellando le singole voci ed occupandosi del backup e ripristino della stessa, tramite
gli eventuali dispositivi cache. Consente funzionalità aggiuntive, rispetto a quelle di
binding incontrate nei  livelli  e moduli  fin qui descritti,  come la sostituzione di  un
dispositivo nella tabella, ferme restando le associazioni precedenti;
• Node Manager: disponibile per router e coordinatori, questo insieme di primitive si
occupa di  ricevere e mettere in pratica specifici  comandi remoti  che richiedano al
dispositivo locale di cercare una rete, uscire da una rete di cui fa parte  o permettere
l'accesso di altri dispositivi;
• Group Manager: permette, in comunione con i servizi analoghi fin qui incontrati, di
gestire l'inserimento o la rimozione di un dispositivo da un gruppo.
Il  ruolo principale dello ZDO, tuttavia,  è  quello di  implementare,  a  livello applicativo, le
funzioni di creazione o accesso alla rete da parte dei tre tipi di dispositivo ZigBee previsti. In
questo endpoint, infatti, sono presenti le primitive specifiche per il funzionamento in rete di
end  device,  router  e  coordinatore  (come  quelle  per  la  creazione  di  una  rete,  per  il
coordinatore,  o l'associazione ad una ret,e per l'end device),  insieme alle macchine a stati
relative. Anche queste funzioni, ovviamente, sono necessarie al funzionamento di qualsiasi
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nodo ZigBee, per cui sono state incluse in questo generico endpoint del dispositivo, e non in
uno specifico.
Nel BeeStack, in particolare, esiste una macchina a stati, implementata tramite la funzione
ZDO_StateMachine(), che si occupa di gestire, a questo livello, la formazione o l'accesso alla rete.
Questa macchina si  avvia tramite l'apposita funzione  Zdo_Start():  l'avvio può essere causato
dall'accensione del dispositivo, dal reset o da una richiesta dell'applicazione utente, come da
richiesto in [R0], in tutti i casi in cui è necessario formare una rete, accedervi o uscirvi.
Descriviamo gli stati della ZDO_StateMachine() (Figura 5.21):
Figura 5.21 – Gli stati della Zdo_StateMachine() del BeeStack
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• gZdoInitialState, in cui si verifica che siano state opportunamente settate le variabili
di  configurazione,  come  la  apsDesignatedCoordinator dell'AIB  che  indica  se  il
dispositivo locale dovrà fungere da coordinatore;
• gZdoDiscoveringNetworkState, in cui si rilevano eventuali reti presenti, alle quali
router  ed  end  device  tenteranno  di  accedere.  Il  coordinatore,  invece,  userà  le
informazioni sulle reti trovate in questa fase nella creazione della propria rete,  per
esempio la scelta di un canale libero, tra quelli disponibili;
• gZdoFormingState,  stato al  quale può accedere solo il coordinatore per tentare di
stabilire  la propria rete,  tornando al  caso precedente in caso di  insuccesso.  Questo
perché il fallimento della formazione della rete è dovuto, nella maggior parte dei casi,
a conflitti con reti già esistenti o alla scelta di un canale particolarmente disturbato;
• gZdoJoiningState, in cui transiteranno router ed end device che abbiano rilevato una
rete e desiderino accedervi, secondo una delle seguenti modalità:
◦ Associate, da effettuare la prima volta che si accede ad una nuova rete, per ottenere
tutti i dati necessari (compresa l'assegnazione di un proprio indirizzo NWK);
◦ Rejoin,  se si  dispone già in memoria di  tutti  i  dati  relativi ad una rete,  perché
inseriti  in  fase  di  programmazione  o  ottenuti  precedentemente,  e  si  desidera
accedervi;
◦ Orphan rejoin, se si desidera accedere ad una specifica rete, cui si sa di essere già
stati parte, ma non si dispone delle corrette informazioni necessarie ad accedervi;
• gZdoAuthenticationState,  anch'esso  proprio  di  router  ed  end  device,  in  cui  i
dispositivi  tentano  di  ottenere  dal  coordinatore  il  permesso  di  accedere  alla  rete,
tramite procedure di sicurezza;
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• gZdoRunningState, stato in cui i dispositivi permangono finché sono correttamente
collegati alla rete e nel quale possono svolgere la propria normale attività, per esempio
con l'invio di  announce della loro presenza e l'inizio dei cicli di  sleep-wakeup tipici
degli end device, o con il mantenimento della rete da parte del coordinatore;
• gZdoRemoteCommandsState,  in  cui  i  dispositivi  possono  transitare  per  gestire
eventuali comandi remoti, come il  return-to-factory-defaults di cui detto, qualora ne
ricevano;
• gZdoLeavingState, stato in cui viene gestita l'uscita dalla rete da parte di router ed
end device, o la sospensione della stessa da parte del coordinatore; 
• gZdoStopping, in cui vengono resettate le strutture dati e riavviate le macchine a stati
degli  altri  livelli  del  sistema,  come il  NWK, il  MAC e l'APS.  Prima di  effettuare
queste  operazioni  è  possibile  salvare  sulla  memoria  non  volatile  (all'interno  di  un
struttura detta Startup Attribute Set) le informazioni sulla rete di cui abbiamo parlato a
proposito delle modalità di accesso alla rete Rejoin e Orphan Rejoin.
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5.3.6 – Il Commissioning
Abbiamo fin qui accennato a diversi aspetti inerenti l'installazione iniziale della rete: abbiamo
detto, nel profilo Home Automation, che questa operazione deve essere alla portata di utenti
privi  di  competenze  tecniche  specifiche,  quindi  abbiamo  parlato  di  dati  che  l'utente  può
registrare nei descrittori dei dispositivi per personalizzarli, infine abbiamo visto modalità di
accesso alla rete che necessitano di dati inseriti in fase di programmazione del dispositivo.
L'insieme  delle  funzionalità  e  delle  tecniche  atte  alla  prima  configurazione  della  rete  è
affrontato, nel protocollo ZigBee, dagli strumenti di  Commissioning. Anche questi strumenti
sono  di  tipo  distribuito,  in  particolare  utilizzano  servizi  dei  moduli  ZDO,  per  la
configurazione della rete, ZDP, per la ricerca dei servizi e per il binding, e ZCL, grazie al
particolare  Commissioning Cluster. Questo cluster si differenzia dagli altri per la sua natura
inter-modulare, sfruttando comandi e attributi associati ai moduli di cui sopra, un po' come lo
ZDO si differenziava dagli altri endpoint, sfruttando i servizi ZDP e APSME.
Senza entrare nel dettagli di questi strumenti, chiariamo le modalità di configurazione iniziale
della rete, cioè di commissioning, possibili:
• E-Mode:  questa  modalità,  detta  anche  Easy,  permette  di  scegliere  il  canale,
configurare il  binding, i  servizi e i  gruppi  agendo su appositi tasti a disposizione
dell'utente, che dovrà impartire la giusta sequenza di comandi al coordinatore e ad
ogni singolo nodo della rete;
• S-Mode:  o  Simple,  modalità  in  cui  tutti  i  parametri  della  rete,  dall'ID  della  rete
all'indirizzo  di  ogni  nodo,  vengono  configurati  manualmente  da  un  operatore,
eventualmente tramite l'utilizzo di un dispositivo di configurazione esterno, che sarà
poi rimosso dalla rete una volta completata la configurazione;
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• A-Mode: detta anche Automatic, è la modalità in cui tutti i parametri della rete sono
inseriti  in  fase  di  programmazione dei  dispositivi,  dal  produttore  del  firmware
stesso,  per  cui  l'utente  si  dovrà  limitare  ad  attivare  una  rete  già  opportunamente
configurata;
Le prime due modalità di commissioning descritte prevedono un particolare iter per essere
messe in pratica: un dispositivo attivato per la prima volta, in tal caso, tenterà di accedere ad
una rete detta  Commissioning Network, con indirizzo di rete Extended PAN Id (vedi tabella
AIB) standard (per l'Home Automation è 0x0000000000000000). In questo modo, potendo
disporre di un nodo di configurazione (S-Mode) o di un coordinatore (E-Mode) che formi la
Commissioning  Network,  tutti  i  dispositivi  attivati  per  la  prima  volta  accederanno
automaticamente a questa rete provvisoria. Una volta collegati, tutti i nodi saranno istruiti,
agendo su tasti nell'E-Mode o tramite il dispositivo di configurazione nel S-Mode, in modo da
stabilire i parametri e le funzionalità di quella che sarà la  rete definitiva. A quel punto la
procedura prevede il riavvio di ciascun dispositivo, a partire dal coordinatore, con i parametri
scelti, realizzando quella che sarà la rete di normale funzionamento.
Ovviamente  la  procedura  descritta  per  l'S-Mode  e  l'E-Mode  consente  gradi  di  libertà
nell'installazione della rete che l'A-Mode non può fornire, dovendo stabilire già in fabbrica
tutte le caratteristiche di ogni particolare rete da installare.
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Capitolo 6
Realizzazione del firmware della SensorBoarD
6.1 – Creazione del progetto base con BeeKit
Al capitolo precedente abbiamo visto quali sono le principali strutture dati e gli strumenti che
il  livello  applicazione  di  un  nodo ZigBee deve  supportare.  Come detto  precedentemente,
Freescale mette a disposizione dei propri clienti il codice in linguaggio C chiamato BeeStack,
che contiene molti oggetti, anche del livello Application, già implementati.
La  stesura  del  nostro  specifico  firmware,  quindi,  parte  dalla  generazione di  una  versione
personalizzata,  anche  in  base  ai  parametri  specifici  del  profilo  Home Automation  di  cui
accennato al capitolo precedente, di questo codice tramite il software BeeKit, che abbiamo già
introdotto al capitolo 2. Facciamo notare che qualunque parametro di personalizzazione del
codice introdotto nel BeeKit sarà modificabile manualmente in seguito, come vedremo.
6.1.1 – Procedura passo-passo
Una volta avviato il programma BeeKit, la procedura inizia con la scelta della versione del
codice da utilizzare, accessibile dal menù File. Ricordando la lunga trafila di aggiornamenti
che  abbiamo  affrontato,  di  cui  al  capitolo  precedente,  in  questa  discussione  facciamo
riferimento all'ultima versione utilizzata, chiamata ARM7 BeeStack Codebase 3.0.4.
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Scelto  il  codebase,  creiamo  un  nuovo progetto  (sempre  tramite  il  menù  File):  possiamo
scegliere uno dei modelli disponibili (Figura 6.1):
Figura 6.1 – BeeKit, scelta dei modelli disponibili nel codebase selezionato
Nel nostro caso possiamo scegliere Ha TempSensor, che offre un buon punto di partenza per le
funzionalità  che  dovremo  implementare.  Nel  caso  più  generale  si  può  scegliere  Ha
GenericApp, modello base su cui implementare manualmente qualsiasi funzione desiderata.
A questo  punto  si  accede  ad  uno  wizard,  che  chiede  all'utente  qual'è  l'hardware  a  cui  è
destinato il  codice tra le schede del kit  1322x. Come detto nell'introduzione, inizialmente
sviluppiamo il firmware su una scheda del kit, provvedendo in seguito ad adattarlo alla nostra
scheda custom. Scegliamo, quindi, il Low Power Node, per la sua similitudine con la nostra
scheda. Nel caso più generale, è possibile selezionare “User Defined Target”.
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In base alla scelta effettuata, sono attivabili le specifiche funzionalità, viste in precedenza,
supportate dai diversi dispositivi: nel nostro caso abilitiamo  LED,  Keyboard e  Non-Volatile
Memory.  Abilitiamo,  quindi,  la  funzione  “UART on  External  Connector”  per  disporre  di
questa  interfaccia  e  lo  ZTC,  di  cui  abbiamo  accennato  al  capitolo  2,  il  cui  scopo  sarà
approfondito più avanti. 
Scegliamo adesso il  ruolo della nostra scheda, quello di  End device, tra gli ormai noti tre
dispositivi standard ZigBee ed il  Combo device, che può funzionare, in istanti diversi della
sua vita utile, da End Device, Router o Coordinator.
A questo punto dobbiamo configurare la modalità di risparmio energetico (Figura 6.2):
Figura 6.2 – Wizard di configurazione del progetto BeeKit, modalità Low Power
Abilitiamo il Low Power Mode, quindi settiamo il poll rate a 0, come consigliato. Il  Deep
Sleep Timeout che vorremmo è di 5 minuti, cioè 300000 ms. Tuttavia in questa fase non è
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possibile settare un valore superiore a quello di figura 6.2 perché, come fa notare il commento
del campo del  Wizard, il valore massimo di questo parametro dipende dalla modalità Low
Power,  che  non  ci  è  ancora  dato  modo  di  scegliere.  Questo  è  un  esempio  dei  limiti
dell'approccio guidato di questo Wizard di configurazione.
A questo punto scegliamo il livello di sicurezza e la modalità di routing della rete: nel nostro
caso utilizziamo il profilo Home Automation nella versione dello stack 2, cioè ZigBee Pro,
per cui selezioniamo l'opzione “Standard security with mesh routing – Stack profile 2”. Un
livello di sicurezza superiore (High security) non è consentito dal nostro profilo.
Adesso possiamo abilitare la frammentazione dei pacchetti, la risoluzione dei conflitti di PAN
Id e lo scambio di messaggi inter-PAN, tutte funzionalità descritte nel capitolo 2. Nel nostro
caso può esserci  utile  solo la  “PAN ID conflict  resolution”.  Non sono di  nostro interesse
neanche  le  funzionalità  presentate  nella  schermata  successiva,  proprie  dello  ZigBee  Pro,
mentre  non  ci  è  concesso,  sempre  per  i  limiti  imposti  dal  profilo  Home Automation,  di
abilitare alcuna delle funzionalità aggiuntive di sicurezza.
Nella schermata relativa alle chiavi di sicurezza inseriamo 00 in ogni campo: in questo modo
sarà compito del dispositivo in vece di Trust Center generare e scambiare le necessarie chiavi
di sicurezza. Anche questo, comunque, ci viene imposto dal profilo scelto.
La schermata successiva (Figura 6.3) è molto importante, in quanto permette di specificare
l'indirizzo  MAC  del  dispositivo  e  il  PAN  ID  della  rete  o,  in  alternativa,  di  lasciare  al
dispositivo l'estrazione di numeri random per questi valori. 
L'indirizzo MAC univoco deve essere rilasciato dall'IEEE, che di solito assegna, a ciascun
produttore che ne faccia richiesta, i primi 24 bit dell'indirizzo, lasciandogli a disposizione i
residui 40 bit (corrispondenti a 240 combinazioni) per i propri singoli prodotti.
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Facciamo notare che in una rete non sarà permesso l'accesso a due dispositivi con lo stesso
indirizzo MAC, per cui noi sceglieremo a piacere un indirizzo diverso per ogni scheda che
programmeremo. In questa fase di sviluppo, infatti, poco importa se tale indirizzo sia stato
legalmente assegnato dall'ente preposto.
Figura 6.3 – Wizard di configurazione del progetto BeeKit, indirizzi
Per  giustificare  la  scelta  del  PAN ID a  16  bit,  dobbiamo prima discutere  la  modalità  di
commissioning che abbiamo scelto di utilizzare, tra le tre possibili modalità di installazione
della rete che abbiamo visto alla fine del capitolo precedente.
Nel  sistema  Home,  così  come descritto  nel  capitolo introduttivo,  sarà  possibile  utilizzare
l'interfaccia web come strumento di configurazione della rete nella fase di prima installazione,
ricorrendo alla S-Mode. Tuttavia in questa fase dello sviluppo non disponiamo ancora del
sistema completo, per cui scegliamo di utilizzare la  A-Mode, configurando tutta la rete “in
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fabbrica”:  in  particolare,  sceglieremo  un  Extended  PAN  ID a  64  bit  che  identifica
univocamente la singola installazione di una rete del sistema Home.
In questo modo ad ogni installazione (per esempio una in ciascun appartamento di un palazzo)
sarà associato un Extended PAN ID diverso (solitamente scelto uguale all'indirizzo MAC
dell'unico  coordinatore)  e  solo  i  dispositivi  programmati  “alla  nascita”  per  accedere  alla
particolare rete saranno in grado di farlo. Questo garantisce il vantaggio del massimo grado di
sicurezza nel controllo degli accessi alla rete, a fronte di una riduzione della versatilità e della
possibilità di espansione successiva.
Tornando  al  PAN  ID  a  16  bit,  questo  indirizzo  servirà  solo  a  rendere  più  “leggere”  le
informazioni di indirizzamento contenute nei pacchetti trasmessi, per cui lasciamo che sia il
coordinatore a sceglierne uno random, in fase di formazione della rete. La funzione “PAN ID
conflict  resolution”,  che  abbiamo abilitato,  si  occuperà di  assicurare  che due coordinatori
vicini non utilizzino lo stesso valore.
Il  Wizard termina con la scelta dei canali preferiti per la trasmissione, che dovranno essere
settati in base alle specifiche dell'Home Automation, i cui canali preferiti sono 11, 14, 15, 19,
20, 24, 25.
A questo punto il BeeKit genera la versione del
BeeStack  personalizzata  in  base  ai  parametri
inseriti, come è possibile osservare nel Solution
Explorer  (Figura  6.4)  presente  nell'interfaccia
del  BeeKit  stesso.  Sono  presenti,  in  un  primo
momento,  solamente  gli  endpoint  previsti  dal
modello scelto.
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Figura 6.4 – BeeKit, Solution Explorer per 
il modello Ha TempSensor
6.2 – Personalizzazione dell'applicazione tramite BeeKit
Una volta terminato il Wizard è possibile configurare, sempre tramite l'interfaccia del BeeKit,
ulteriori  parametri  del  BeeStack, come la  modalità Low Power di  cui  abbiamo parlato in
precedenza. È sufficiente inserire “sleep” nel campo di ricerca  Find del BeeKit, infatti, per
ottenere  un  elenco  commentato degli  attributi  relativi  alle  modalità  Low  Power  che  è
possibile modificare manualmente (Figura 6.5):
Figura 6.5 – BeeKit, attributi di “sleep” configurabili
Ricordando  i  dati  e  le  caratteristiche  presentate  al  capitolo  3,  scegliamo  la  modalità  di
Hibernate, quella che permette il minor assorbimento di corrente, con intervallo di tempo di
sleep generato dal Ring Oscillator, visto che nella nostra SensorBoarD abbiamo scelto di non
utilizzare il quarzo opzionale a 32 Khz, per ragioni di costo e di spazio. Oltre alle proprietà
inerenti lo  sleep del dispositivo appena viste, con lo stesso metodo è possibile configurare
attributi relativi a tutti i livelli del protocollo ZigBee, semplicemente scrivendo il nome del
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livello, o del modulo, nel campo di ricerca. Nel nostro caso abbiamo dovuto modificare i
seguenti  valori  (Tabella 6.1),  imposti  dal  profilo Home Automation ma non correttamente
settati nel modello Ha TempSensor di Freescale:
Attributo Valore
ZDO: Network maximum rejoin interval [s] 900
ZDO: End device bind timeout [ms] 60000
NWK: Channel list 134215680
Tabella 6.1 – Valori modificati dall'interfaccia BeeKit
L'interfaccia  del  BeeKit  permette  anche  di  aggiungere  ulteriori  endpoint,  da  scegliere  tra
quelli  già  implementati  da  Freescale,  tramite  il  comando  Add  Software  Components del
Solution  Explorer.  Sono però  disponibili  solo 9  dei  dispositivi  previsti  dal  profilo  Home
Automation, tra i quali il sensore di temperatura, per cui nel nostro caso può esserci utile solo
inserire 3 endpoint di tipo Ha Generic
Endpoint,  che saranno poi modificati
manualmente  per  implementare  gli
oggetti applicativi specifici necessari al
sensore  di  luminosità,  al  PIR  e  al
contatto magnetico. Già in questa fase
possiamo  compilare  il  Simple
Descriptor obbligatorio  per  ciascun
endpoint, in particolare con l'elenco dei
cluster  previsti  dallo  standard,  come
vediamo per il sensore di temperatura
(Figura 6.6).
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Figura 6.6 – BeeKit, Simple Descriptor Editor
Terminate le  configurazioni possibili  con il  BeeKit,  tramite il  comando  Validate Solution,
possiamo  effettuare  una  grossolana  verifica  della  coerenza  dei  parametri  scelti,  in  grado,
comunque, di segnalare quasi unicamente la mancata abilitazione di funzionalità legate tra
loro, come la Keyboard se si è scelto di utilizzare i KBI come fonte di wakeup del dispositivo.
A questo punto il ruolo del BeeKit si esaurisce con l'esportazione del codice configurato in
una raccolta di file sorgente ed in un file di progetto adatto ad essere modificato nell'ambiente
di sviluppo del linguaggio C presentato nel capitolo 2, l'Embedded Workbench di IAR.
6.3 – Dettaglio degli endpoint da implementare
Ricordando  il  significato  di  dispositivi,  endpoint  e  cluster,  così  come  visto  nel  capitolo
precedente, presentiamo nel dettaglio tutte le strutture dati, i comandi e le funzioni che sarà
necessario implementare nel firmware della nostra scheda per ciascun endpoint
• Temperature Sensor (DeviceId = 0x0302)
Questo dispositivo è già implementato da Freescale, che ha realizzato le strutture dati
e le funzioni necessarie nel  suo codice.  Pertanto è stato utilizzato,  da parte nostra,
come modello per i dispositivi successivi.
I cluster supportati da questo dispositivo, descritti in [R21], sono (Tabella 6.2):
Lato Server Lato Client
Obbligatori
Temperature Measurement Nessuno
Opzionali
Nessuno Groups
Tabella 6.2 – Cluster supportati dall'endpoint Temperature Sensor [R21]
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Soffermiamoci  nell'analisi  del  cluster  specifico  di  questo  endpoint,  il  Temperature
Measurement (ClusterId = 0x0402), in particolare dell'unico set di attributi previsto
così come descritto in [R22] (Tabella 6.3):
AttributeId Nome Tipo Range Default M/O
0x0000 MeasuredValue int16 MinMeasuredValue ÷
MaxMeasuredValue
0 M
0x0001 MinMeasuredValue int16 0x954d ÷ 0x7ffe - M
0x0002 MaxMeasuredValue int16 0x954e ÷ 0x7fff - M
0x0003 Tolerance uint16 0x0000 ÷ 0x0800 - O
Tabella 6.3 – Attributi del cluster Temperature Measurement [R22]
M = Mandatory (obbligatorio); O = Optional (opzionale)
In  breve,  per  il  valore  misurato  sono  previsti  valori  di  temperatura  al  massimo
compresi tra -273,15° C e 327,67° C, con una risoluzione di 0,01° C. Sono presenti,
inoltre,  i  valori  degli  estremi  del  range  che  è  possibile  misurare  con  lo  specifico
sensore e l'eventuale informazione sulla tolleranza della misura [R22].
Per questo cluster non sono previsti particolari comandi, né lato client, né lato server.
È supportata la funzionalità di  reporting, di cui al capitolo precedente, in particolare
per gli attributi MeasuredValue e Tolerance.
• Light Sensor (DeviceId = 0106)
I dati e le funzioni da implementare per il  sensore di luminosità,  come vedremo a
breve,  sono molto simili  a  quelle  del  sensore  di  temperatura,  per  cui  presentiamo
subito questo dispositivo, che comunque abbiamo scelto di implementare nel codice
solo per una successiva espansione della nostra SensorBoarD, al momento sprovvista
del sensore di luminosità. Da [R21] riportiamo i cluster del Light Sensor (Tabella 6.4):
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Lato Server Lato Client
Obbligatori
Illuminance Measurement Nessuno
Opzionali
Nessuno Groups
Tabella 6.4 – Cluster supportati dall'endpoint Light Sensor [R21]
Osserviamo gli attributi dell'unico set previsto nel cluster Illuminance Measurement
(ClusterId = 0x0400), da [R22] (Tabella 6.5):
AttributeId Nome Tipo Range Default M/O
0x0000 MeasuredValue int16 MinMeasuredValue ÷
MaxMeasuredValue
0 M
0x0001 MinMeasuredValue int16 0x0002 ÷ 0xfffd - M
0x0002 MaxMeasuredValue int16 0x0001 ÷ 0xfffe - M
0x0003 Tolerance uint16 0x0000 ÷ 0x0800 - O
0x0004 LightSensorType 8 bit 0x00 ÷ 0xff - O
Tabella 6.5 – Attributi del cluster Illuminance Measurement [R22]
Come si vede la struttura è simile a quella del sensore di temperatura, eccetto che per
l'attributo  opzionale  per  indicare  il  tipo  di  sensore,  tra  photodiode (0x00),  CMOS
(0x01),  sconosciuto (0xff) e  manufacturer specific (0x40÷0xfe). Il valore misurato è
presentato secondo la formula:
MeasuredValue=10000· log10  Illuminance 1 [R22]
Per cui il range massimo di luminosità indicabile è 1 ÷ 3576 lux, che corrisponde ad
un range di valori dell'attributo MeasuredValue di 0x0001 ÷ 0xfffe.
La similitudine con il cluster di temperatura riguarda anche il supporto per il reporting
del MeasuredValue e della Tolerance, oltre che per l'assenza di comandi server o client
supportati.
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• Occupancy Sensor (DeviceId = 0x0107)
Questo endpoint si occupa di gestire l'informazione sull'occupazione di un area ed è
specificamente pensato per gestire i sensori di rilevazione della presenza, come i PIR
presentati  al  capitolo  4,  opzionali  per  la  nostra  SensorBoarD.  Tuttavia  qualora
l'informazione sulla presenza di un individuo nell'area di rilevazione di un sensore sia
destinata ad un sistema di allarme, come nel nostro caso, nel profilo Home Automation
esiste un dispositivo più appropriato alla gestione di questa funzionalità, lo stesso IAS
Zone utilizzabile per il sensore di contatto magnetico. Implementare questo endpoint,
comunque, può esserci utile per testare i sensori PIR, aiutandoci nella futura scelta di
quello più adatto alla nostra scheda.
Da [R21] riportiamo i cluster supportati dall'Occupancy Sensor (Tabella 6.6):
Lato Server Lato Client
Obbligatori
Occupancy Sensing Nessuno
Opzionali
Nessuno Groups
Tabella 6.6 – Cluster supportati dall'endpoint Occupancy Sensor [R21]
Il  cluster  Occupancy Sensing (ClusterId = 0x0406)  prevede 3 set  di  attributi,  che
presentiamo nel dettaglio così come sono definiti in [R22] (Tabelle 6.7 e 6.8):
◦ Occupancy Sensor Information Set
AttributeId Nome Tipo Range Default M/O
0x0000 Occupancy 8 bit 0000000x - M
0x0001 OccupancySensor
Type
8 bit 0x00 ÷ 0xfe - M
Tabella 6.7 – Attributi del set Occupancy sensor information [R22]
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L'attributo Occupancy può valere 1, per segnalare che l'area è occupata, o 0. Il tipo di 
sensore può essere PIR (0x00), Ultrasonic (0x01) o PIR and Ultrasonic (0x02) [R22].
◦ PIR Configuration Set
AttributeId Nome Tipo Range Default M/O
0x0010 PIROccupiedTo
UnoccupiedDelay
uint8 0x00 ÷ 0xfe 0x00 O
0x0011 PIRUnoccupiedToO
ccupiedDelay
uint8 0x00 ÷ 0xfe 0x00 O
Tabella 6.8 – Attributi del set PIR Configuration [R22]
Questi attributi servono a specificare gli intervalli di tempo per la rilevazione della
presenza dello specifico sensore PIR, utili per evitare false rilevazioni [R22].
◦ Ultrasonic Configuration Set
Questo set è analogo al precedente, ma riservato ai sensori di tipo ultrasonico.
Il cluster Occupancy Sensor supporta il reporting dell'attributo Occupancy [R22].
• IAS Zone (DeviceId = 0x0402)
Questo dispositivo appartiene alla categoria IAS, acronimo di Intruder Alarm System.
Prima di analizzarlo, presentiamo brevemente questo modello di sistema di allarme,
proprio del profilo Home Automation. 
L'IAS prevede quattro dispositivi: lo  Zone, che rappresenta la sorgente di allarme, il
Warning Device (WD), che ha il compito di segnalare l'allarme all'utente, ad esempio
tramite una sirena acustica, Il  Control and Indicating Equipment (CIE), pensato per
ricevere  gli  allarmi  dai  vari  Zone  e  gestirne  la  segnalazione  tramite  gli  WD,  e
l'Ancillary Control Equipment (ACE), che può fornire supporto al CIE. 
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Un esempio di architettura dell'IAS, da [R22] è il seguente (Figura 6.7): 
Figura 6.7 – Esempio di Intruder Alarm System [R22]
Chiaramente la nostra scheda dovrà implementare l'endpoint IAS Zone. Vediamo nel
dettaglio i cluster supportati da questo dispositivo, come in [R21] (Tabella 6.9):
Lato Server Lato Client
Obbligatori
IAS Zone Nessuno
Opzionali
Nessuno Nessuno
Tabella 6.9 – Cluster supportati dall'endpoint IAS Zone [R21]
Il cluster IAS Zone (ClusterId = 0x0500) prevede 2 set di attributi, che presentiamo
nel dettaglio così come sono definiti in [R22] (Tabelle 6.10, 6.11 e 6.12):
◦ Zone Information Set
AttributeId Nome Tipo Range Default M/O
0x0000 ZoneState 8 bit - 0x00 M
0x0001 ZoneType 16 bit - M
0x0002 ZoneStatus 16 bit - 0x00 M
Tabella 6.10 – Attributi del set Zone Information [R22]
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L'attributo ZoneState prevede i valori Not Enrolled (0x00) ed Enrolled (0x01) e serve
per indicare se il sensore è stato registrato come fonte di allarme da parte di un CIE,
come vedremo a breve discutendo i comandi del cluster. L'attributo che indica il tipo
del sensore prevede un valore per il Motion Sensor (0x000d), per cui sono possibili un
allarme di  intrusione ed uno di  presenza (come il  nostro PIR),  uno per il  Contact
switch (0x0015), utile per il nostro reed, e altri valori relativi a sensori di allarme di
ogni tipo (antincendio, antigas...). Per la lista completa dei valori previsti per questo
attributi rimandiamo a [R22].
Lo ZoneStatus è una maschera di 16 bit, con il seguente significato (Tabella 6.11):
Bit Significato Valori
0 Allarme 1 1 se allarmato, 0 altrimenti
1 Allarme 2 1 se allarmato, 0 altrimenti
2 Manomissione 1 se manomesso, 0 altrimenti
3 Batteria 1 se low battery, 0 altrimenti
4 Report di supervisione 1 se invierò status periodici, 0 altrimenti
5 Report di rimozione allarmi 1 se aspetto la rimozione degli allarmi, 0 altrimenti
6 Problema generico 1 se c'è un problema generico, 0 altrimenti
7 Problema di alimentazione 1 se c'è un problema con l'alimentazione di rete
8÷15 Non utilizzati -
Tabella 6.11 – Attributo ZoneStatus del cluster IAS Zone [R22]
Il  report  di  supervisione serve  al  CIE  che  interagisce  con  l'IAS  Zone:  se  questa
funzione è abilitata, infatti, il CIE interpreterà la mancata ricezione di un messaggio
periodico contenente lo ZoneStatus del dispositivo come un motivo di allarme. Nel
nostro sistema, per esempio, stabiliamo che l'IAS Zone invii il proprio status ad ogni
risveglio della SensorBoarD, previsto ogni 5 minuti, e vogliamo che il coordinatore, il
nostro  CIE,  utilizzi  questa  informazione  come  un'indicazione  del  corretto
funzionamento del sensore remoto.
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Il report di rimozione degli allarmi, invece, serve per decidere chi, tra lo IAS Zone e il
CIE  con  cui  interagisce,  si  occuperà  di  rimuovere  la  segnalazione  di  allarme:  nel
nostro caso vogliamo che sia il coordinatore a rimuovere la segnalazione di un allarme
di intrusione, per esempio per effetto di uno specifico comando utente. Questa è la
situazione che si verifica quando il proprietario di un appartamento entra nella propria
abitazione senza aver disattivato il sistema di allarme: inserendo il proprio codice di
sicurezza  nel  coordinatore  della  rete  entro  un  tempo  limite,  infatti,  può  essergli
permesso di rimuovere la segnalazione di allarme.
◦ Zone Setting Set
AttributeId Nome Tipo Range Default M/O
0x0010 IAS_CIE_Address 64 bit Indirizzi IEEE - M
Tabella 6.12 – Attributi del set Zone Setting [R22]
Questo attributo serve per indicare l'indirizzo dell'unico CIE da cui saranno ammessi 
comandi.
Per implementare le funzionalità di  Enroll e di  invio periodico dello Status, appena
presentate discutendo gli attributi, il cluster IAS Zone prevede tre specifici comandi,
che  devono essere  implementati  sia  sul  lato  server  che  sul  lato  client,  perché  sia
possibile realizzare un'architettura come quella di figura 6.7, dove il sensore è il server
IAS Zone e il CIE o è il client IAS Zone.
• Zone Enroll Request (CommandId = 0x01, comando inviato)
Il server deve poter inviare il comando di richiesta di iscrizione, composto dai campi
Zone Type (16 bit), contenente il valore dell'attributo ZoneType, e Manufacturer Code
(16 bit), contenente il valore dell'analogo attributo del Node Descriptor.
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• Zone Enroll Response (CommandId = 0x00, comando ricevuto)
Il  server  deve poter  interpretare  il  comando di  risposta alla  richiesta  di  iscrizione,
composto dai campi Enroll Response Code (8 bit), che può valere Success (0x00), Not
Supported (0x01) se il particolare  Zone Type non è supportato dalla rete,  No Enroll
Permit  (0x02)  o  Too  Many  Zones (0x03),  e  Zone  ID,  contenete,  solo  in  caso  di
Success, l'ID della specifica voce della tabella dell'IAS CIE in qui è stato registrato il
sensore di allarme.
• Zone Status Change Notification (CommandId = 0x00, comando inviato)
Il  server deve poter inviare il  messaggio, periodico o non, contenente lo status del
sensore  di  allarme,  composto dai  campi  Zone Status (16  bit),  contenente  il  valore
dell'analogo attributo ZoneStatus, e  Extended Status  (8 bit), non utilizzato in questa
versione del protocollo.
6.4 – L'implementazione nel codice BeeStack
Presentiamo l'implementazione delle strutture dati e dei comandi appena descritti nel codice
BeeStack, generato dal software BeeKit tramite la procedura descritta all'inizio del presente
capitolo, commentando le tecniche e i meccanismi utilizzati.
Nel  BeeStack  sarà  presente  un  file  sorgente  per  ciascuno  dei  dispositivi  presentati:
HaTempSensorEndpoint.c,  HaLightSensorEndpoint.c,  HaOccupancySensorEndpoint.c e  IAS
ZoneEndpoint.c. 
Vediamo la struttura generica di uno di questi file, prendendo come esempio quello relativo al
sensore di temperatura:
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• Valore iniziale degli attributi
haTemperatureSensorAttrRAM_t gHaTemperatureSensorData =
 {0x00,{
 {0x001E,0,0},  /* Actual: 001E = 30 and 1E00 is in Little indian*/ 
 0xF0C3,        /* Min: -40 * 100 (MCP9700A data sheets) */ 
 0x30D4         /* Max: 125 * 100 (MCP9700A data sheets) */ 
#if gZclClusterOptionals_d
  ,{0,0,0}
#endif
  }};
Il file inizializza le strutture dati specifiche dell'endpoint, contenute nel file di definizione del
profile HaProfile.h e nel file di definizione della famiglia di cluster ZclSensing.h:
/******************************
* Temperature Sensor
*******************************/
typedef struct haTemperatureSensorAttrRAM_tag {
uint8_t              reportMask[1];  /* allows up to 8 reportable endpoints in this node */
zclTemperatureMeasurementAttrs_t    TempSensor;
} haTemperatureSensorAttrRAM_t;
typedef struct zclTemperatureMeasurementAttrs_tag
{
  int16_t      MeasuredValue[zclReportableCopies_c] ;      /* M - Measured Value */
  int16_t      MinMeasuredValue;   /* M - Minimal Measured Value */
  int16_t      MaxMeasuredValue;   /* M - Maximal Measured Value */
#if gZclClusterOptionals_d
  uint16_t  Tolerance[zclReportableCopies_c];                    /* O - Tolerance */
#endif
} zclTemperatureMeasurementAttrs_t;
• Lista dei cluster supportati
/* only need 1 copy of this structure for all instances of this device type */
afClusterDef_t const gaHaTemperatureSensorClusterList[] =
{
  { {gaZclClusterBasic_c}, (pfnIndication_t)ZCL_BasicClusterServer, NULL,     (void *)(&gZclBasicClusterAttrDefList) },
  { { gaZclClusterIdentify_c }, (pfnIndication_t)ZCL_IdentifyClusterServer, (pfnIndication_t)ZCL_IdentifyClusterClient,  (void *)
(&gZclIdentifyClusterAttrDefList) },
  { { gaZclClusterGroups_c }, (pfnIndication_t)ZCL_GroupClusterServer, NULL,  (void *)(&gaZclGroupClusterAttrDefList) }, 
  { { gaZclClusterPowerCfg_c }, NULL, NULL,  (void *)(&gaZclPowerCfgClusterAttrDefList) },
  { { gaZclClusterAlarms_c }, NULL, NULL, (void *)(&gaZclAlarmsClusterAttrDefList) },
  { { gaZclClusterTime_c }, NULL, NULL, (void *)(&gZcltimeServerClusterAttrDefList) },
  { { gaZclClusterTemperatureSensor_c}, NULL, NULL, (void *)(&gZclTemperatureMeasurementClusterAttrDefList),
MbrOfs(haTemperatureSensorAttrRAM_t,TempSensor) }
};
La  lista  dei  singoli  cluster  supportati  dall'endpoint  è  un  vettore  in  cui  ciascuna  voce  è
formattata in modo da indicare, per ciascun cluster, il ClusterId, gli eventuali Server e Client,
un puntatore alla lista degli attributi ed uno ad un'istanza della struttura dati caratteristica del
dispositivo, di cui al punto precedente.
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Vediamo un esempio di lista di attributi, dal file sorgente ZclSensing.c:
/******************************
  Temperature Measurement Cluster
  See ZCL Specification Section 4.4
*******************************/
const zclAttrDef_t gaZclTemperatureMeasurementClusterAttrDef[] = {  
  {gZclAttrTemperatureMeasurement_MeasuredValueId_c,     gZclDataTypeInt16_c,gZclAttrFlagsInRAM_c |
gZclAttrFlagsReportable_c,sizeof(int16_t),  (void *)MbrOfs(zclTemperatureMeasurementAttrs_t,MeasuredValue)},
  {gZclAttrTemperatureMeasurement_MinMeasuredValuedId_c, gZclDataTypeInt16_c,gZclAttrFlagsInRAM_c |
gZclAttrFlagsRdOnly_c,sizeof(int16_t),  (void *)MbrOfs(zclTemperatureMeasurementAttrs_t,MinMeasuredValue)},
  {gZclAttrTemperatureMeasurement_MaxMeasuredValuedId_c, gZclDataTypeInt16_c,gZclAttrFlagsInRAM_c |
gZclAttrFlagsRdOnly_c,sizeof(int16_t),  (void *)MbrOfs(zclTemperatureMeasurementAttrs_t,MaxMeasuredValue)}
#if gZclClusterOptionals_d
  , {gZclAttrTemperatureMeasurement_ToleranceId_c, gZclDataTypeUint16_c,gZclAttrFlagsInRAM_c |
gZclAttrFlagsReportable_c,sizeof(uint16_t),  (void *)MbrOfs(zclTemperatureMeasurementAttrs_t,Tolerance)}
#endif
};
const zclAttrDefList_t gZclTemperatureMeasurementClusterAttrDefList = {
  NumberOfElements(gaZclTemperatureMeasurementClusterAttrDef),
  gaZclTemperatureMeasurementClusterAttrDef
};
A ciascun attributo sono associati il relativo AttributeId, il tipo di dato, la dimensione ed un
puntatore alla specifica istanza della struttura dati caratteristica del cluster.
• Lista degli attributi di reporting
/* a list of attributes (with their cluster) that can be reported */
/* only need 1 copy of this structure for all instances of this device type */
zclReportAttr_t const gaHaTemperatureSensorReportList[] = 
{
  { { gaZclClusterTemperatureSensor_c}, gZclAttrTemperatureMeasurement_MeasuredValueId_c}
#if gZclClusterOptionals_d
  , { { gaZclClusterTemperatureSensor_c}, gZclAttrTemperatureMeasurement_ToleranceId_c}
#endif
};
Questa struttura dati indica gli attributi di reporting supportati.
• Definizione dello specifico dispositivo
/* 
  have one copy of this structure per instance of this device. For example, if 
  there are 3 TempSensors, make sure this array is set to 3 and initialized to 
  3 devices
*/
afDeviceDef_t const gHaTemperatureSensorDeviceDef =
{
  (pfnIndication_t)ZCL_InterpretFoundationFrame,
  NumberOfElements(gaHaTemperatureSensorClusterList),
  (afClusterDef_t *)gaHaTemperatureSensorClusterList,  /* pointer to Cluster List */
  NumberOfElements(gaHaTemperatureSensorReportList),
  (zclReportAttr_t *)gaHaTemperatureSensorReportList,  /* pointer to report attribute list */
  &gHaTemperatureSensorData                            /* pointer to endpoint data */
};
188
Il  file  termina  definendo  le  singole  istanze  di  ciascun  dispositivo  del  tipo  appena
caratterizzato, associandogli le strutture dati appena viste e l'interprete dei comandi, in questo
caso  ZCL_InterpretFoundationFrame.  Questo  componente  software,  definito  in  un  file
sorgente  tra  quelli  ZCL  (in  questo  caso  Zclfoundation.c),  sarà  chiamato  in  causa  per
interpretare e gestire eventuali messaggi ricevuti dal nodo locale con destinatario l'EndpointId
di un dispositivo del tipo appena definito, ma ClusterId non appartenente alla sua lista..
A questo punto sono definite tutte le strutture dati relative al dispositivo. I singoli endpoint
sono quindi inizializzati nel file sorgente EndPointConfig.c, che definisce i rispettivi Simple
Descriptor
/*-- Endpoint Start --
Application name: HA TempSensor application
Description: HA TempSensor endpoint description.
*/
const uint8_t Endpoint8_InputClusterList[6] = {
  0x0, 0x0,  /* Basic */
  0x3, 0x0,  /* Identify */
  0x4, 0x0  /* Groups */
};
const uint8_t Endpoint8_OutputClusterList[8] = {
  0x2, 0x4,  /* TemperatureMeasurement */
  0x9, 0x0,  /* Alarm */
  0xa, 0x0,  /* Time */ 
  0x1, 0x0   /* PowerConfiguration */ 
};
const zbSimpleDescriptor_t Endpoint8_simpleDescriptor = {
  TempEndpoint, /* Endpoint number */ 
  0x4, 0x1, /* Application profile ID */
  0x2, 0x3, /* Application device ID */
  0, /* Application version ID */
  3, /* Number of input clusters */
  (uint8_t *) Endpoint8_InputClusterList, /* Input cluster list */
  4, /* Number of output clusters */            
  (uint8_t *) Endpoint8_OutputClusterList, /* Output cluster list */
};
const endPointDesc_t Endpoint8_EndPointDesc = {
  (zbSimpleDescriptor_t *)&Endpoint8_simpleDescriptor,  /* pointer to the simple descriptor stored for the endpoint */
  AppMsgCallBack,        /* Callback function for MSG data */
  AppCnfCallBack,        /* Callback function for data confirmation */
gApsWindowSizeDefault_c        /* Values 1 - 8, 0 if fragmentation is not supported. */
};
/*-- Endpoint End --*/
Il file termina con la lista degli endpoint implementati nel firmware, che associa anche il tipo
di dispositivo definito nello specifico file visto in precedenza con il singolo endpoint:
189
/*- Endpoint list Start-*/
const endPointList_t endPointList[gNum_EndPoints_c] = {
  {&Endpoint8_EndPointDesc, &gHaTemperatureSensorDeviceDef},
  {&Endpoint9_EndPointDesc, &gHaLightSensorDeviceDef}, 
  {&Endpoint10_EndPointDesc, &gHaIASZoneReedDef},       
  {&Endpoint11_EndPointDesc, &gHaOccupancySensorDeviceDef}, 
  {&Endpoint12_EndPointDesc, &gHaIASZonePirDef}           
};
/*- Endpoint list End-*/
Si  nota come,  nel  nostro caso,  abbiamo definito  un endpoint  per  ogni tipo di  dispositivo
presentato al  paragrafo precedente,  eccetto che per l'IAS Zone, che,  come detto,  abbiamo
deciso di usare anche per la segnalazione degli allarmi del PIR. Questo rappresenta, dunque,
un esempio di più endpoint diversi, ma relativi allo stesso tipo di dispositivo, istanziati nello
stesso firmware.
La descrizione dettagliata delle singole strutture dati di ciascun endpoint non aggiungerebbe
alcunché di interessante alla nostra discussione. Facciamo solo notare come, mentre le parti di
codice che abbiamo presentato, relative al sensore di temperatura, erano, in larga parte, già
state realizzate da Freescale, abbiamo dovuto implementare tutte le strutture dati relative agli
altri endpoint di nostro interesse.
6.4.1 – Il server IAS Zone
Un  argomento  di  interesse  è  quello  relativo  all'implementazione  del  server  dei  comandi
dell'IAS Zone, così  come descritto precedentemente nel  presente capitolo. Questo modulo
software viene chiamato in causa alla ricezione di un messaggio destinato all'EndpointId di
uno dei due endpoint IAS Zone (10, 12), se il ClusterId di destinazione corrisponde a quello
del cluster IAS Zone (0x0500).
L'unico comando che può ricevere è Zone Enroll Response che, come abbiamo visto, contiene
la risposta alla richiesta di iscrizione del sensore all'area di allarme:
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zbStatus_t ZCL_IASZoneClusterServer
(
zbApsdeDataIndication_t *pIndication, /* IN: */
afDeviceDef_t *pDevice                /* IN: */
)
{
  zclFrame_t *pFrame;
  zbStatus_t gStatus;
  
  /* avoid compiler warnings */
  (void)pDevice;
  /* ZCL frame */
  pFrame = (zclFrame_t*)pIndication->pAsdu;
  
  switch (pFrame->command) {
    case gZclCmdEnrollRes_c:
      gStatus = gZclCheckEnrollResponse(pIndication);
      return gStatus; 
    default:
      return gZclUnsupportedClusterCommand_c;
    
  }
}
Il  server  dell'IAS  Zone  è  in  grado  di  riconoscere  il  comando  Zone  Enroll  Response  e
richiamare, eventualmente, l'apposita funzione, chiamata  ZclCheckEnrollResponse, destinata
a  leggere  il  valore  del  campo  Enroll  Response  Code e,  nel  caso  valga  Success (0x00),
verificare se l'indirizzo MAC da cui proviene la risposta corrisponda a quello dell'unico CIE
valido, registrato nell'apposito attributo del cluster IAS Zone. Se la verifica ha esito positivo,
infine, sarà compito di questa funzione aggiornare il valore dell'attributo ZoneState del cluster.
Questo è un esempio di come agisca il server specifico di un cluster, ma anche di come sia
possibile interagire col valore degli attributi di un cluster. Facciamo notare come il formato
del messaggio ricevuto sia quello dell'APSDE-DATA.indication di cui al capitolo precedente:
il servizio dell'APSDE, infatti, è quello che utilizziamo per lo scambio di qualunque tipo di
messaggio tra applicazioni di due nodi della rete, come previsto dallo standard.
Presentando  l'implementazione  del  comando  Zone  Status  Change  Notification  possiamo
discutere anche l'invio di un messaggio tramite i servizi dell'APSDE. Ricordiamo, dal capitolo
precedente, che questo comando viene inviato dal server di un IAS Zone per comunicare il
valore del proprio attributo ZoneStatus, contenente i singoli bit di allarme.
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void ZoneStatusChangeNotification( uint8_t Endpoint)
{
  afAddrInfo_t  afAddrInfo;
  uint8_t       Attrlen;
  ZoneStatusChange_t Command;
  ZoneStatusChange_t * pCommand;
  uint16_t tmp;
  uint8_t Status[2];
   
 FLib_MemSet(&afAddrInfo, 0, sizeof(afAddrInfo));
 FLib_MemSet(&Command, 0, sizeof(Command));
 
  /* For direct mode, dstAddr.aNwkAddr = 0 for Zc, 1 for Zr (temporary, for testing). */
  /* afAddrInfo.dstAddr.aNwkAddr = 0; */
#if Automatic_binding_req
  /* Don't care about afAddrInfo.dstAddr or afAddrInfo.dstEndPoint in indirect mode. */
  afAddrInfo.dstAddrMode = gZbAddrModeIndirect_c;
#else
  /* For direct mode */
  afAddrInfo.dstAddrMode = gZbAddrMode16Bit_c; /* direct-16 bit*/
  Set2Bytes(afAddrInfo.dstAddr.aNwkAddr, 0x0000); /* short address of coordinator (ignored on indirect mode) */
  afAddrInfo.dstEndPoint = 0x08;
  Set2Bytes(afAddrInfo.aClusterId, gZclClusterSecurityZone_c); /* cluster to send */
    
#endif //Automatic_binding_req
  afAddrInfo.srcEndPoint = Endpoint;
    
  /* Turn on security and leave it on. Harmless In a non-secure network. */
  afAddrInfo.txOptions = gZclTxOptions;
  afAddrInfo.radiusCounter = afDefaultRadius_c; /* radius */
  
  (void) ZCL_GetAttribute(afAddrInfo.srcEndPoint,afAddrInfo.aClusterId,gZclAttrIASZone_ZoneStatusId_c,&tmp, &Attrlen);
  Set2Bytes(Status, tmp);
  Command.Status = tmp;
  Command.ExtStatus = 0x00; // reserved
  pCommand = &Command;
  
  if (AF_DataRequest(&afAddrInfo, (sizeof(Command)-1), pCommand, NULL) != gZbSuccess_c) 
  {
    /* The send failed. Set an event to insure this code gets */
    /* run next time the application task is called, and give */
    /* up for now. Note that status is still == mBufStatusReadyToSend_c. */
    while(1) ASL_SetLed(LED1,gLedOn_c); 
  }                                     
SetAllLeds(7); /* All Off */
}
Senza entrare nei dettagli relativi alla sintassi, facciamo notare il metodo di indirizzamento: è
previsto sia l'indirizzamento  indiretto, che sfrutta gli strumenti di binding di cui ai capitoli
precedente, che quello diretto, per il quale è necessario settare tutti i valori dei campi APSDE
del destinatario. Nel nostro sistema non è prevista la funzionalità di binding, perché il metodo
di commissioning scelto, visto in precedenza, non la permette. Comunque conosciamo a priori
i dati di indirizzamento che ci servono, sempre per via del particolare commissioning.
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Nel  codice  del  comando  Zone  Status  Change  Notification  presentato  è  possibile  anche
osservare  un  esempio  di  chiamata  della  funzione  di  lettura  dell'attributo  di  un cluster,  la
ZCL_GetAttribute(), e di quella per l'invio dei dati all'APSDE, la AF_DataRequest(). Inoltre si
può notare una tecnica per l'utilizzo dei LED come strumenti di debug del sistema, in questo
caso per segnalare un errore di invio del comando all'APSDE per la trasmissione.
L'analisi  dell'implementazione  dell'altro  comando  del  server  IAS  Zone,  lo  Zone  Enroll
Request, non aggiungerebbe niente di notevole alla presente discussione, per cui è omessa.
6.4.2 – La gestione dell'ADC
Oltre ad implementare le strutture e le funzioni previste dallo standard, la realizzazione del
firmware della scheda SensorBoarD consiste anche nella definizione della nostra specifica
applicazione nelle funzioni di scrittura dei valori nei singoli attributi e di gestione di tutte le
altre particolari funzionalità del chip MC13224, di cui al capitolo 3. Gran parte di questo
sforzo progettuale si concentra nella gestione dei convertitori analogico-digitali.
In particolare, il funzionamento del modulo ADC segue il seguente schema (Figura 6.8): 
Figura 6.8 – Funzionamento schematico del modulo ADC
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La prima inizializzazione (primitiva Adc_Init()) si occupa di settare correttamente da ingressi
ADC i pin GPIO che si  desidera utilizzare,  quindi configura tutti  i  parametri  necessari  al
funzionamento del modulo.
Ad  ogni  accensione  successiva,  invocata  dalla  primitiva  Adc_TurnOn(),  il  modulo  ADC
campionerà  tutti  gli  ingressi  precedentemente  selezionati,  salvando  ciascun  valore
nell'apposito registro FIFO a sua disposizione. Al termine,  questa primitiva invocherà una
apposita funzione di callback che, oltre a disattivare il modulo ADC (e, nel nostro specifico
caso, il sensore di temperatura), si occuperà di smistare i dati campionati dal registro FIFO
alle strutture dati desiderate, chiamando anche le eventuali funzioni di conversione necessarie:
void App_AdcFifoCallback(void) {
  #if (gTempSensorEnable_d)
    uint16_t adcTempData;
  #endif  
  #if (gIASZonePirEnable_d)
    uint16_t adcOccupancyData;
  #endif    
  #if (gLightSensorEnable_d)
    uint16_t adcLightData;
  #endif    
    
  /* stop ADC */
  Adc_TurnOff();
  Gpio_SetPinData(gGpioPin13_c, gGpioPinStateLow_c); /* turn off temperature sensor */  
    
/************  Read data from FIFO Register in the correct order  ************/    
  #if (gIASZonePirEnable_d == TRUE)
    adcOccupancyData  = (uint16_t) (Adc_FifoData() & 0x0FFF);
  #endif    
/* Light Sensor can only replace Pir on ADC Channel 0
  #if (gLightSensorEnable_d == TRUE)
    adcLightData      = (uint16_t) (Adc_FifoData() & 0x0FFF);
  #endif  */    
  #if (gTempSensorEnable_d == TRUE)                           
    adcTempData      = (uint16_t) (Adc_FifoData() & 0x0FFF);  
  #endif                                                          
  #if (gBatteryLevelSensorEnable_d == TRUE)
    gBatteryLevelData    = App_ConvertBatteryLevel((uint16_t)Adc_FifoData() & 0x0FFF);      
  #endif
   
/********************  Convert data to the correct value  ********************/  
  #if (gIASZonePirEnable_d == TRUE)
    gOccupancyData    = App_ConvertOccupancyData(adcOccupancyData); 
  #endif    
  #if (gTempSensorEnable_d == TRUE)
    gTemperatureData     = App_ConvertTemperature(adcTempData);
  #endif        
  #if (gLightSensorEnable_d == TRUE)
    gLightData     = App_ConvertLightData(adcLightData);
  #endif    
   
  if (SensorReadCallbackEvent != NULL)
    SensorReadCallbackEvent(); }
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Come è possibile notare, oltre ai dati provenienti dai nostri sensori è presente anche il valore
campionato del livello di  batteria,  che,  come abbiamo visto al  capitolo 3,  proviene da un
ingresso interno dedicato dell'ADC1 del MC13224. 
Riportiamo brevemente le formule di conversione utilizzate:
• Temperatura
Il valore campionato (val) viene convertito nel valore di tensione moltiplicandolo per
la tensione di riferimento (mADCRef) divisa per il fondoscala (0x0fff):
milliVolts=1000 ·val ·mADCRef
0x0fff

La  temperatura  si  ottiene,  a  meno  di  un  termine  di  compensazione
(mTemperatureCompensation),  sottraendo dalla  tensione  campionata  il  valore  della
tensione di offset (mTempSensormilliVoltOffset) e dividendo per il coefficiente termico
(mMilliVoltPerDegree):
gAppTempData=milliVolts−mTempSensormilliVoltOffset
mMilliVoltPerDegree −mTemperatureCompensation
• Tensione di batteria
Otteniamo  il  valore  di  batteria  moltiplicando  il  fondoscala  per  il  rapporto  tra  la
tensione di riferimento (mVRef) e il valore campionato (val):
gBatteryLevelData=0x0fff · mVRef
val 
Facciamo notare che il valore campionato è in realtà una partizione della tensione di
alimentazione, in particolare un terzo, così come la tensione di riferimento (1,2 V per
questo  specifico  ingresso  dell'ADC)  è  un  terzo  della  massima  tensione  di
alimentazione del MC13224 (3,6 V).
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• Luminosità
La  formula  è  la  stessa  vista  per  la  temperatura,  ma,  come  richiesto  dal  cluster
Illuminance  Measurement, è  necessario  applicare  il  logaritmo  in  base  10  al  dato
convertito  e  moltiplicarlo  per  10000  prima  di  poterlo  memorizzare  nell'attributo
MeasuredValue. Questo serve a “comprimere” la dinamica del dato stesso.
• Occupazione
In questo caso il valore di tensione convertito, secondo una formula analoga a quella
vista per il sensore di temperatura, sarà confrontato con una soglia di riferimento per
discriminare sulla presenza o meno di un individuo nell'area di rilevazione del PIR.
6.4.3 – L'applicazione specifica
Chiarite le strutture dati e il funzionamento dell'ADC, vediamo l'applicazione vera e propria,
che il  BeeStack esegue di default dopo una prima fase di inizializzazione. La primitiva si
chiama BeeAppInit() ed è contenuta nel file sorgente BeeApp.c:
void BeeAppInit   (  void   )
{
  index_t i;
  /* register the application endpoint(s), so we receive callbacks */
  for(i=0; i<gNum_EndPoints_c; ++i) {
    (void)AF_RegisterEndPoint(endPointList[i].pEndpointDesc);
  }
  BeeAppInitSensors();                    
  if (appState == mStateIdle_c) 
    {
      /* ZDO_Start:
      ZDO_Start(gStartSilentRejoinWithNvm_c);
    }
}
Dopo aver registrato gli endpoint correnti, la nostra applicazione inizializza i sensori, quindi
attiva  lo  ZDO  per  accedere  alla  rete  tramite  un  SilentStartRejoin,  coerentemente  con  la
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modalità  di  commissioning  della  rete  che  abbiamo  discusso  in  precedenza,  e  con  le
informazioni sulle modalità di joining della rete di cui al capitolo precedente.
Riassumiamo il flusso di esecuzione del programma (Figura 6.9), da questo punto in poi,
senza scendere eccessivamente nel dettaglio: la presenza delle macchine a stati dei moduli del
BeeStack, di cui al capitolo precedente, e, soprattutto, del kernel per il multitasking introdotto
al  capitolo 3,  che gestisce il  flusso di  esecuzione, rende infatti  poco leggibile,  nel codice
sorgente,  il  susseguirsi  delle  operazioni  così  come  si  verificano  nel  normale  corso  di
esecuzione della nostra applicazione. Per esempio, da questo punto in poi non discuteremo più
il funzionamento dello ZDO, assumendo che esso si occupi di garantire sempre il corretto
collegamento  della  nostra  scheda  alla  rete:  come  abbiamo  sottolineato  già  nel  capitolo
introduttivo,  infatti,  il  nostro sforzo progettuale può concentrarsi  sull'applicazione,  avendo
scelto di utilizzare il protocollo standard di rete ZigBee.
Figura 6.9 – Flusso di esecuzione dell'applicazione
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In  breve,  la  funzione  di  inizializzazione  dei  sensori,  dopo aver  settato  eventualmente  gli
attributi  MinMeasuredValue e MaxMeasuredValue dei cluster di interesse, inizializza l'ADC,
settando la sua funzione di callback. Quando l'ADC avrà terminato la prima lettura (ma anche
al termine di ogni lettura successiva) verrà eseguita tale funzione, che prevede, tramite un
apposito evento, la chiamata delle funzioni necessarie a gestire la lettura dei singoli dati (ed
anche l'invio di eventuali messaggi relativi in rete, come vedremo in seguito) e l'abilitazione
dello sleep del dipositivo. 
A questo punto si avvia un ciclo, in cui il sistema entra nello stato Low Power, con la modalità
e i tempi scelti in precedenza, si risveglia ed esegue la callback di risveglio. Questa funzione
(che si occupa anche di sincronizzarsi con il coordinatore o il router, per mantenere la nostra
scheda collegata alla rete), dopo aver disabilitato lo sleep ed attivato il sensore di temperatura,
avvia una nuova lettura dell'ADC, dando nuovamente il via al ciclo. 
Facciamo  notare  che  disabilitare  lo  sleep è  necessario  per  evitare  che  il  sistema  “si
addormenti”  mentre  si  trova  ancora  all'interno  del  flusso  di  esecuzione  del  ciclo.  Questa
situazione  potrebbe  verificarsi  perché  il  BeeStack  prevede  che  il  sistema  entri
automaticamente in modalità Low Power qualora la CPU rimanga inattiva per un intervallo di
tempo prestabilito. Il  complesso meccanismo di macchine a stati ed eventi di multitasking,
sopratutto a causa delle regole di priorità tra i task da mandare in esecuzione, non esclude a
priori questa possibilità.
Riassumiamo il funzionamento delle singole funzioni di lettura dei dati di cui sopra:
• AppReadBatteryLevel
Questa  funzione  aggiorna  il  valore  del  livello  di  batteria  contenuto  nell'attributo
BatteryVoltage dei cluster Power Configuration [R22] di ogni endpoint, scrivendo il
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nuovo valore, proveniente dall'ADC, solo se diverso da quello precedente. Si occupa
poi  di  verificare  se  la  batteria  è  al  di  sotto  del  valore  minimo  scelto,  contenuto
nell'attributo  BatteryVoltageMinThreshold [R22]  del  cluster  Power  Configuration,
settando di conseguenza il bit  Battery dell'attributo ZoneStatus dei cluster IAS Zone.
Quindi invia il  comando  Zone Status Change Notification,  visto in precedenza, per
segnalare lo status periodico della scheda, ma solo se l'attributo ZoneState dei cluster
IAS  Zone  vale  Enrolled.  In  caso  contrario,  cioè  se  la  scheda  non  è  stata  ancora
registrata dal CIE come sensore di  allarme, invia la richiesta Zone Enroll Request,
anch'essa già discussa.
In caso di  low battery,  inoltre, abbiamo scelto di delegare a questa funzione anche
l'invio dell'esatto valore di batteria al  coordinatore della rete, in modo che gli  sarà
possibile seguire l'andamento della scarica della batteria del singolo sensore, così da
poter fornire all'utente una stima sul  tempo a sua disposizione per provvedere alla
sostituzione delle batterie. Per questo motivo, il valore scelto come soglia non è il
minimo valore per cui la scheda può funzionare (2,1 V, vedi capitolo 4) ma 2,5 V.
• AppReadIASZonePIR
Questa  funzione  si  occupa  di  settare  correttamente  il  bit  Alarm dell'attributo
ZoneStatus del  cluster  IAS  Zone  relativo  al  PIR,  in  base  all'informazione  di
occupazione  proveniente  dall'ADC.  Invia  anche  il  relativo  comando  Zone  Status
Change Notification, ma solo se il valore del bit è cambiato.
• AppReadTemperature, AppReadOccupancy, AppReadIlluminance
Queste funzioni sono molto simili: ciascuna di esse si occupa di aggiornare il valore
dell'attributo corrispondente in base all'informazione proveniente dall'ADC. Nel caso
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della luminosità e della temperatura,  inoltre,  effettua anche un controllo in base ai
valori minimi e massimi contenuti negli specifici attributi dei rispettivi cluster. Infine
provvede  ad  inviare  al  coordinatore  un  messaggio  contenente  i  valori  misurati,
utilizzando il servizio di scambio di messaggi dell'APSDE ampiamente discusso.
Esiste un'altra funzione di  lettura del  dato e  invio di  informazioni al  coordinatore,  quella
delegata alla gestione del contatto magnetico reed: a differenza di quelle appena presentate,
questa funzione, la AppReadIASZoneREED, non viene chiamata da una callback, ma dalla
primitiva  di  gestione  degli  ingressi  KBI  del  sistema,  denominata  BeeAppHandleKeys e
contenuta  sempre  nel  file  BeeApp.c.  Il  suo  ruolo  è  lo  stesso  della  funzione  di  lettura
dell'allarme  del  PIR,  in  quanto  aggiorna  lo  ZoneStatus  ed  invia  la  Zone  Status  Change
Notification per segnalare l'allarme.
La discussione della nostra applicazione può ritenersi  conclusa.  Per poter presentare degli
esempi di funzionamento è utile introdurre nel dettaglio il funzionamento del modulo ZTC di
cui abbiamo accennato al capitolo 3.
6.5 – Lo ZigBee Test Client
Il modulo ZTC (ZigBee Test Client) è uno strumento realizzato da Freescale per interagire con
il  firmware basato sul  BeeStack  in  esecuzione su una scheda da un calcolatore collegato
fisicamente, attraverso connessione UART, alla scheda stessa.
In pratica è composto da una set di strutture dati e primitive che è possibile includere nel
proprio firmware,  come visto  nella  procedura  guidata  del  BeeKit,  atte  a  comunicare  con
l'interfaccia  TestTool  di  cui  al  capitolo  3,  come  è  riassunto  schematicamente  in  figura
seguente (Figura 6.10):
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Figura 6.10 – Schema di funzionamento dello ZTC [R23]
Lo ZTC comunica  con il  TestTool  attraverso messaggi  secondo uno specifico  formato di
frame (Figura 6.11):
Figura 6.11 – Formato di un generico frame ZTC [R23]
Il  campo  Opcode  group ed  Opcode identificano  lo  specifico  comando,  mentre  il  campo
Lenght indica la lunghezza del successivo campo Data, contenente, ovviamente, i dati.
In [R23] esiste un elenco dei comandi disponibili, la maggior parte dei quali permettono di
accedere,  dall'esterno,  alle  primitive  dei  vari  livelli  del  BeeStack,  come  la  APSDE-
DATA.request,  la  ZDP-SimpleDescriptor.Request  o  la  ReadAttribute.  In  pratica  lo  ZTC
permette all'utente di controllare da interfaccia pc tutto lo stack ZigBee di una scheda.
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Tutti i comandi messi a disposizione dall'utente devono essere implementati in tre entità:
• nel TestTool, sull'host pc, in modo che l'utente possa inserire tutti i dati necessari allo
specifico comando ed inviarli  alla scheda (come gli  indirizzi  ed il  payload di  una
richiesta di invio di dati APSDE-DATA.request);
• nell'interprete dei comandi dello ZTC, compreso nel firmware della scheda, in modo
che  possa  ricevere  il  comando  dall'host  pc  e  trasferirlo  al  modulo  del  firmware
delegato a svolgerlo (ad esempio l'APSDE);
• nei moduli o nei livelli del firmware della scheda, in modo che essi siano in grado
svolgere le dovute operazioni (come l'invio di un messaggio a seguito di una richiesta
APSDE-DATA.request).
Lo ZTC, come suggerisce il nome, è pensato per il testing del dispositivo e dell'applicazione
ZigBee. Nel nostro caso lo abbiamo utilizzato anche per inviare la risposta all'Enroll Request,
in sostituzione dell'IAS Zone Client che dovrà essere presente sul dispositivo CIE, in modo da
poter testare il corretto funzionamento dell'IAS Zone Server che abbiamo implementato nel
firmware della nostra scheda. 
Per  fare  questo  è  stato  necessario  implementare  la  funzione  Zone Enroll  Response,  nella
sezione del cluster IAS Zone nel file sorgente ZclSecurity.c, e aggiungere la chiamata a questa
funzione nell'interprete dei comandi dello ZTC (ZclReceiveZtcMessage()), contenuto nel file
ZclZtc.c,  in  modo che il  firmware della  nostra scheda sia  in grado di  gestire  il  comando
proveniente dall'host  pc.  Per  aggiungere  quest'ultimo è possibile  agire,  come suggerito  in
[R23],  sui  file  Xml di  configurazione del  TestTool,  in  particolare sul  file  ZigBeePro.xml.
Vediamo  la  struttura  del  comando  che  abbiamo  inserito,  omettendo la  lista  completa  dei
parametri per ragioni di spazio, e perché non aggiungerebbero nulla alla discussione:
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<Cmd>
<CmdName>ZclIASZone_ZoneEnrollResponse</CmdName>
<CmdDesc>ZclIASZone_ZoneEnrollResponse</CmdDesc>
<CmdHeader>70 68</CmdHeader>
<CmdParms>
<Parm>
<ParmName>DestAddressMode</ParmName>
<ParmDesc>Indirect = 00, Group = 01, Direct 16it = 02, Direct 64bit = 03</ParmDesc>
<ParmSize>1</ParmSize>
<ParmType>tEdit</ParmType>
<ParmLastValue>02</ParmLastValue>
<ParmDefaultValue>02</ParmDefaultValue>
</Parm>
<Parm>
...
</Parm>
</CmdParms>
</Cmd>
A questo  punto  il  comando  risulta  disponibile  nell'interfaccia  pc  del  TestTool,  come  è
possibile vedere nella figura seguente (Figura 6.12):
Figura 6.12 – Interfaccia del TestTool con il comando Zone Enroll Response
La tecnica appena vista impone una riflessione sul ruolo dello ZTC nel nostro sistema: ideato
e distribuito gratuitamente da Freescale per permettere agli utenti di testare approfonditamente
la propria applicazione, questo strumento ha una facilità di aggiornamento ed espansione tale
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da candidarsi come il nostro standard predefinito di comunicazione tra i dispositivi ZigBee e i
calcolatori. In particolare, possiamo pensare di sfruttare il  sistema di scambio di messaggi
ZTC, tramite UART e nel formato visto, per realizzare il  collegamento tra il  coordinatore
ZigBee e il Gateway della rete, così come prevista dal progetto Home.
L'idea è quella di implementare, nell'interprete dei comandi del modulo ZTC, residente sul
coordinatore, tutti i comandi che desideriamo rendere disponibili per il Gateway, oltre alle
funzioni necessarie ad inviare a quest'ultimo tutti i dati provenienti dai sensori, eventualmente
riformattati in maniera opportuna.
In pratica possiamo sfruttare un linguaggio già esistente, definito da Freescale in modo da
essere particolarmente adatto alla scambio di messaggi con i calcolatori, per realizzare quella
sezione software del nostro sistema delegata a questo tipo di comunicazione
6.6 – Esempi del normale funzionamento della rete
Grazie  alle  funzionalità  offerte  dallo  ZTC,  che  ha  pieno  accesso  ad  ogni  porta  di
comunicazione SAP tra i livelli del BeeStack, è possibile osservare nel dettaglio ed in tempo
reale il funzionamento delle primitive che abbiamo presentato, tramite un'interfaccia per pc
che rende più leggibili i dati, provvedendo ad una loro prima interpretazione.
Per chiarire, vediamo l'esempio dello scambio di messaggi tramite APSDE: il report (Figura
6.13) che presentiamo rappresenta di una fase di normale funzionamento del firmware che
abbiamo  realizzato,  in  una  situazione  in  cui  il  sensore  è  collegato  alla  rete  e,  a  seguito
dell'apertura della porta, deve inviare lo Zone Status Change Notification visto in precedenza:
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Figura 6.13 – Report di uno Zone Status Change Notification
L'applicazione in esecuzione sul sensore invia la richiesta APSDE-DATA.request evidenziata,
della quale sono descritti nel dettaglio i singoli campi, grazie all'appena citata funzionalità di
interpretazione  dei  dati  dell'interfaccia  pc  TestTool.  Facciamo  notare  il  campo  Asdu,  che
contiene lo Status e l'Extended Status previsti dal comando Zone Status Change Notification,
presentati  nell'ordine  di  ricezione  dei  singoli  byte,  cioè  all'inverso  rispetto  ai  formati  di
pacchetto discussi in questo elaborato. Questo significa che il valore di Status che si desidera
inviare è 00 11, corrispondente all'attivazione del bit “Report di supervisione” e “Allarme 1”,
col significato visto precedentemente nel corrente capitolo.
Si  nota come la  richiesta  venga inoltrata  ai  livelli  inferiori  Network e  MAC  e,  una volta
esaudita, venga confermata a tutti i livelle dalle rispettive primitive di conferma.
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Vediamo ora un esempio che rende ulteriormente merito alle potenzialità degli strumenti di
testing ZTC-TestTool: la formazione delle rete da parte di un coordinatore (Figura 6.14):
Figura 6.14 – Report di avvio della rete da parte del coordinatore
Possiamo osservare le primitive del NLME, di cui al capitolo 2, per la formazione della rete,
ma vogliamo, soprattutto,  sottolineare la notifica degli  eventi  della macchina a stati  dello
ZDO. Queste informazioni sono molto utili, in fase di testing e debug, per tenere traccia del
flusso di esecuzione reale del firmware stesso.
A  questo  punto  presentiamo  un  esempio
commentato del normale funzionamento di una rete
ZigBee del sistema Home, composta semplicemente
dal coordinatore, collegato al pc tramite adattatore
UART-USB,  e  da  un  sensore  (Figura  6.15).  Il
sensore  accede  automaticamente  alla  rete,  in  base
alla modalità di commissioning che abbiamo scelto
e discusso, ed invia un comando Device Announce
per informare sulla propria presenza (Figura 6.16).
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Figura 6.15 – Configurazione di test
Figura 6.16 – Invio del comando Device Announce
D'ora  in  avanti  presenteremo  i  report  dei  messaggi  ricevuti  dal  coordinatore.  Quello  del
comando Device Announce è il seguente (Figura 6.17):
Figura 6.17 – Report del Device Announce
Il  payload  di  questo  comando contiene  informazioni  sul  nodo  che  lo  invia,  come il  suo
indirizzo MAC (per i dettagli del comando rimandiamo a [R21]). Una volta notificato il suo
accesso alla rete, il dispositivo inizia il proprio report periodico (Figura 6.18):
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Figura 6.18 – Invio dello Zone Status di assenza di allarmi
Il  formato  di  questo  messaggio  è  quello  appena  visto  discutendo  il  funzionamento  dello
scambio di messaggi APSDE, per cui eviteremo di riportarlo nuovamente. Facciamo notare
che il sensore non ha richiesto l'iscrizione, tramite il comando Zone Enroll Request, perché era
già stato  registrato  come fonte di  allarme precedentemente.  In  questa  fase  avviene  anche
l'invio  del  primo valore di  temperatura,  mentre  successivamente,  come abbiamo detto,  la
temperatura sarà segnalata solo in occasione della variazione del parametro.
A questo punto il nodo sensore inizia il ciclo di  sleep – wakeup di cui sopra, ma, in questo
specifico esempio, già durante il  primo intervallo di sleep si verifica l'evento dell'apertura
della porta allarmata, che fa scattare l'invio del comando Zone Status Change Notification
corrispondente (Figura 6.19):
Figura 6.19 – Invio dell'allarme
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Come si può notare, lo status riporta l'informazione di allarme tramite il bit a minor peso del
payload, che è passato da 0 a 1. Da questo momento in poi, per la scelta implementativa
riguardo alla rimozione degli  allarmi,  il  valore dello  status  inviato sarà sempre lo  stesso,
fintantoché il coordinatore non rimuova la segnalazione di allarme.
Esaurito  l'invio  del  messaggio  di  allarme,  il  dispositivo  rientra  nel  normale  ciclo  di
funzionamento, entrando di nuovo in modalità Low Power, per uscirvi una volta esaurito il
tempo di sleep residuo, procedendo, quindi, al report dei sensori. Nel nostro esempio, viene
riportato anche il valore della temperatura, in quanto variato di un grado (Figura 6.20):
Figura 6.20 – Invio dei report periodici dei sensori
Riportiamo,  per  completezza,  il  report  della  successione  di  comandi  appena  visti,  con  il
dettaglio di quello finale del valore di temperatura (Figura 6.21):
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Figura 6.21 – Report di una successione di comandi ricevuti dal coordinatore
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Capitolo 7
Conclusioni
7.1 – Verifica dei risultati
La scheda realizzata implementa pienamente le funzionalità desiderate come sensore ZigBee
di temperatura,  di  luminosità,  di  rilevazione della  presenza e dell'apertura di  una porta,  o
finestra.
L'hardware realizzato è in grado di funzionare correttamente nel rispetto delle specifiche per
cui era stato progettato. Le prestazioni reali riguardo la portata e la durata della batteria sono
state confrontate con quelle teoriche previste e, per quanto i risultati siano stati al di sotto
delle aspettative, sono stati rilevati valori comunque sufficienti per lo scopo a cui è destinato
il dispositivo, nel rispetto di quelle che sono le specifiche dello stesso protocollo ZigBee.
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L'esperienza e le osservazioni ottenute dalla  prima versione della scheda realizzata hanno
consentito  il  progetto  della  versione  successiva  dell'hardware,  pensata  per  ridurre  le
dimensioni e facilitare lo sviluppo successivo del progetto, migliorando la connettività per il
debug e mettendo a disposizione anche schede dedicate al ruolo di coordinatore e router della
rete.
Il firmware realizzato, a partire dal codice BeeStack, implementa tutte le funzionalità richieste
dal  progetto.  La natura provvisoria ed incompleta del  codice fornito da Freescale,  e della
relativa  documentazione,  ha  richiesto  notevoli  sforzi  di  analisi  e  testing di  molte  delle
funzionalità del BeeStack rese disponibili dal produttore, prima di poter rendere funzionanti le
proprie sezioni di codice. Questo ha reso talvolta necessario un nostro intervento diretto sul
codice sorgente, per correggere alcuni bug presenti, ed è stato svolto anche interagendo con
Freescale e con IAR, grazie al supporto tecnico offerto da queste aziende.
7.2 – Possibili sviluppi futuri
Il  sistema di allarme Home ben si presta,  per sua stessa natura,  all'espansione successiva,
potendo aspirare ad proporsi, in futuro, come una completa soluzione domotica.
In quest'ottica l'architettura della scheda realizzata può servire come punto di partenza per la
realizzazione  di  dispositivi  analoghi  a  quello  descritto  in  questo  elaborato:  sfruttando  le
molteplici  interfacce  e  le  funzionalità  del  chip  MC13224,  infatti,  possiamo  pensare  di
collegare qualsivoglia sensore, in particolare qualsiasi categoria di sensore previsto dai profili
dello standard ZigBee.
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La  tecnica  adottata  per  l'implementazione  dei  sensori  nel  BeeStack,  inoltre,  è  del  tutto
generale e fornisce una linea guida chiara e circostanziata utile per chi si trova a confrontarsi
con  le  soluzioni  software  ZigBee  di  Freescale,  oltre  a  dare  una  dimostrazione  di  cosa
significhi, a livello software, cimentarsi nell'utilizzo di uno standard di comunicazione di rete.
Più  nel  dettaglio,  le  considerazioni  sul  testing  del  firmware,  ed  in  particolare  sul
funzionamento  del  modulo  ZTC,  hanno  suggerito  la  strada  da  intraprendere  per  la
comunicazione tra il coordinatore della rete del sistema Home e il relativo gateway, fornendo,
a  chi  si  occuperà  di  proseguire  lo  sviluppo di  questo  progetto,  un  linguaggio  adatto  già
definito e facilmente espandibile, anche facendo riferimento all'esempio contenuto in questo
elaborato.
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