The wavelet tree (Grossi et al. [SODA, 2003]) and wavelet matrix (Claude et al. [Inf. Syst., 47:15-32, 2015]) are compact indices for texts over an alphabet [0, σ) that support rank, select and access queries in O(lg σ) time. We first present new practical sequential and parallel algorithms for wavelet matrix construction. Their unifying characteristics is that they construct the wavelet matrix bottom-up, i.e., they compute the last level first. We also show that this bottom-up construction can easily be adapted to wavelet trees. In practice, our best sequential algorithm is up to twice as fast as the currently fastest sequential construction algorithm (serialWT), simultaneously saving a factor of 2 in space. On 4 cores, our best parallel algorithm is at least twice as fast as the currently fastest parallel algorithm (recWT), while also using less space. This scales up to 32 cores, where we are about equally fast as recWT, but still use only about 75 % of the space. An additional theoretical result shows how to adapt any wavelet tree construction algorithm to the wavelet matrix in the same (asymptotic) time, using only little extra space.
Introduction
The wavelet tree (WT), introduced in 2003 by Grossi et al. [7] , is a space-efficient data structure that can answer access, rank, and select queries for a text over an alphabet Σ = [0, σ) in O(lg σ) time, requiring O(n lg σ) bits space and additional rank and select data structures on bit vectors. WTs are often utilized for compression [8, 12] . A detailed overview of the history of wavelet trees and many of their applications (not only for text indexing) are given in detail by Ferragina et al. [4] and Navarro [14] . A variant of the WT, the wavelet matrix (WM), was introduced in 2011 by Claude and Navarro [2] and is also a compact index for texts that supports the access, rank and select queries. Asymptotically it requires the same space and it has the same query times -O(lg σ) -for access, rank and select queries as a WT. But in practice the WM is often faster than a WT for rank and select queries [2] , as it saves one call to a binary rank/select data structure per query.
Preliminaries
Let T= T[0] . . . T[n − 1] be a text of length n over an alphabet Σ = [0, σ). Each character T[i] can be represented using lg σ bits. In this paper, the most significant bit (MSB) is the leftmost bit and the least significant bit (LSB) is the rightmost bit. We denote this binary representation of a character α ∈ Σ as bits(α), e.g. bits(3) = (011) 2 . Whenever we write a binary representation of a value, we indicate it by a subscript two. The k-th bit (from MSB to LSB) of a character α is denoted by bit(k, α) for all 0 ≤ k < lg σ . Given α ∈ Σ, the bit prefix of size k of α are the k most significant bits, i.e., prefix(k, α) = (bit(0, α) . . . bit(k − 1, α)) 2 .
Reversing the significance of the bits is denoted by reverse, e.g. reverse((001) 2 ) = (100) 2 . We interpret sequences of bits as integer values.
The bit-reversal permutation 1 of length k (denoted by ρ k ) is a permutation of [0, 2 k ) with ρ k (i) = (reverse(bits(i))) 2 . For example, ρ 4 = (0, 2, 1, 3) = ((00) 2 , (10) 2 , (01) 2 , (11) 2 ). ρ k and ρ k+1 can be computed from another, as ρ k+1 = (2ρ k (0), . . . , 2ρ k (2 k − 1), 2ρ k (0) + 1, . . . , 2ρ k (2 k − 1) + 1) and ρ k = (ρ k+1 (0)/2, . . . , ρ k+1 (2 k − 1)/2), where we can realize the division by a single bit shift.
Given a bit vector BV of size n, the operation rank 0 (BV, i) returns the number of 0's in BV up to position i whereas select 0 (BV, i) asks for the position of the i-th 0 in BV. The operations rank 1 (BV, i) and select 1 (BV, i) work analogously. We omit to name the bit vector if it is clear where the operation is executed.
Given an array A of n integers and an associative operator + (we only use addition), the zero based prefix sum for A returns an array B with B 2 In parallel, the prefix sum can be computed in O(lg n) time and O(n) work.
Wavelet Trees
Given a text T of length n over an alphabet Σ = [0, σ), the wavelet tree (WT) of T is a complete balanced binary tree. There are two variants of the WT: the pointer-based and the level-wise WT. The pointerbased WT utilizes pointers to represent the tree structure. In addition, each node v stores a pointer to the bit vector BV v , see Figure 1a . In the level-wise WT, we concatenate the bit vectors of all nodes with the same height in a pointer-based WT. Therefore, we store only a single bit vector BV for each level ∈ [0, lg σ ), see Figure 1b . This retains the functionality from the pointer-based WT [10, 11] . Characters represented by one node of the pointer-based WT form a continuous interval in BV for each level . Furthermore, given such an interval [a, b] in BV k where the characters in [ , r) ⊆ Σ are represented, the intervals where the characters in [ , ( + r)/2) and [( + r)/2, r) are represented in BV k+1 are subintervals of [a, b] . The interval of a WT at which a character is represented at level is encoded by its bit prefix of length .
Observation 1 (Fuentes-Sepulveda et al. [5] ). Given a character T[i] for i ∈ [0, n) and a level ∈ [1, lg σ ) of the WT, the interval pertinent to
The wavelet tree (both variants) can be used to generalize the operations access, rank and select to alphabets of size σ. Answering these queries requires O(lg σ) time. To do so, the bit vectors are augmented by a rank and select data structure. We point to [2] for a detailed description of the operations. In the following, we work with the level-wise WT.
Wavelet Matrices
The wavelet matrix (WM) [2] works similar to a level-wise WT. However, we discard the tree structure, i.e., the parent-child relation and thus the condition that each character is represented in an interval that is covered by the character's interval in the previous level. Again, we have a bit vector BV for each level ∈ [0, lg σ ). In addition to the bit vectors, we store the number of zeros for each level (denoted by Z[ ]). BV 0 contains the MSBs of each character in T in text order (it is the same as the first level of a WT). 
The level-wise WT of T. Thick lines are borders of the intervals corresponding to the nodes. 
The thick lines highlight the number of zeros at each level. 
i.e., the -th MSB of the i-th character of T in text order, where T is T stably sorted using the reversed bit prefixes of length of the characters as key. Similar to the intervals in BV of the WT, characters of T form intervals in BV of the WM. Again, the intervals at level correspond to bit prefixes of size but due to the construction of the WM we consider the reversed bit prefixes.
As with WTs, if the bit vectors are augmented by (binary) rank and select data structures, the WM can be used to answer access, rank and select queries in O(lg σ) time. We refer to [2] for a detailed description of these queries. For an example of a WT see Figure 1c . the matrix is fully constructed. To get this process started, we need to know the borders of the intervals on the last level, for which we must first compute the histogram of the text characters (as in the first phase of counting sort). On subsequent levels < lg σ we utilize the fact that we can quickly compute the histograms of the considered bit prefixes of size from the histogram of bit prefixes of size + 1, without rescanning the text. This and the fact that we never actually sort the input text T is the main distinguishing feature of our new algorithms from the previous ones. We assume that arrays are initialized with 0s.
Sequential Wavelet Matrix Construction Algorithms
Our first WM-construction algorithm (pcWM, see Algorithm 1) starts with the computation of the number of occurrences of each character in T to fill the initial histogram Hist[0, σ), see line 3. In addition, the first level of the WM is computed, as it contains the MSBs of all characters in text order (line 4). This requires O(n) time and σ lg n bits space for the histogram. Later on we require additional σ lg n bits to store the starting positions of the intervals (see SPos in Algorithm 1). Using the histogram, we can also compute the number of 0s in the last level of the WM, i.e., total number of characters with a 0 as LSB (line 6).
Since the histogram contains σ entries this requires O(σ) time and no additional space. Next, we compute the bit vectors and number of zeros for each other level, starting with the last one (see loop starting at line 7). Initially, we have a histogram for all characters in T. During each iteration (each time we want to compute level ) we require the histogram for all bit prefixes of size − 1 of the characters in T. Therefore, if we have the histogram of bit prefixes of size , we can simply compute the histogram of the bit prefixes of size − 1 by ignoring the last bit of the current prefix, e.g., the amount of characters with bit prefix (01) 2 is the total number of characters with bit prefixes (010) 2 and (011) 2 . We can do so in O(σ) time requiring no additional space, as we already stored the histogram for σ characters and can reuse the space, see line 9.
Using the updated histogram, we compute the starting positions of the intervals of the characters that can by identified by their bit prefix of size − 1 for level . The starting position of the interval representing characters with bit prefix 0 is always 0, therefore we only compute the starting positions for all other bit prefixes, see line 10. To be able to access them by their bit prefix, we need to compute the prefix sum in bit-reversal permutation order, see line 11. Again, this requires O(σ) time and no additional space, as we already have considered the space to save the starting positions of the intervals. Using the starting positions of the intervals, i.e., the prefix sum over the histogram, we can easily get the number of zeros in the level above by looking at the number of even bit prefixes, see line 12.
Last, we need to compute the bit vector for the current level . To do so, we simply scan T once from left to right and consider the bit prefix of length − 1 of each character. Since we have computed the position in the bit vector where the -th MSB of the characters needs to be stored, we can simply put it there and increase the position for characters with the same bit prefix by one, see lines 14 and 15. This requires O(n) time and no additional space.
Since we need to compute O(lg σ) levels and also store the bit-reversal permutation which requires another σ lg n bits of additional space, this results in the following lemma.
Lemma 1.
Algorithm pcWM computes the WM of a text of length n over an alphabet of size σ in O(n lg σ) time using 3σ lg n bits of space in addition to the input and output.
Parallel Wavelet Matrix Construction Algorithms
The naïve way to parallelize the pcWM algorithm is to parallelize it such that each processor is responsible for the construction of one level of the WM. To this end, each processor needs to first compute the corresponding histogram of the level, and then the resulting starting positions of the intervals. This results in the following Lemma.
Lemma 2.
The WM can be constructed in O(n) time with O(n lg σ) work requiring 6σ lg n bits of space in addition to the input and output.
The disadvantage of this naïve parallelization is that we cannot efficiently utilize more than lg σ processors. To use more processors, instead of parallelizing level-wise, we do the following. Each processor (we denote the number of processors by p) gets a slice of the text of size Θ( n p ) and computes the corresponding slices of the bit vectors on all levels. On level , each processor c first computes its local histogram Hist c [0, σ) according to the length-bit-prefixes of the input characters. Using a parallel prefix sum operation, these local histograms are then combined such that in the end each processor knows where to write its bits (arrays SPos c [0, σ) for 0 ≤ c < p). As in the sequential algorithm, the final writing is then accomplished by scanning the local slice of the text from left to right, writing the bits to their correct places in BV , and incrementing the corresponding value in SPos c .
This approach works, but it comes with the problem that two or more processors may want to concurrently write bits to the same computer word, resulting in race conditions. To avoid these race conditions, one would have to implement mechanisms for exclusive writes, which would result in unacceptably slow running times.
Instead, we do the following. Having computed the arrays of starting positions SPos c on level , we use this array to globally sort the input text stably in parallel according to its length-bit prefixes. The resulting sorted text T sorted is then again split into slices of size Θ( n p ). Then each processor scans its local slice from left to right and writes the corresponding bits to the bit-vector BV . To avoid all race conditions, we further make sure that the size of each slice of the text is a multiple of w, where w is the number of bits in a computer word (w = 64 in our implementation).
// Set the bit in the bit vector.
The resulting algorithm is shown in Algorithm 2. , with respect to ρ lg σ , see line 6. All this requires O(lg p + σ) time, O(n + pσ) work and 3pσ lg n bits of space using p processors. In line 6 "respect to ρ lg σ " means that character ρ lg σ (i) follows character ρ lg σ (i − 1) for all i ∈ [1, lg σ ). We obtain the number of zeros at the last level during this step, i.e., the position of the first one at the first processor.
Using the information (Hist and SPos), we can compute the corresponding values for all sizes ∈ [0, lg σ ) of bit prefixes. For each level (see loop starting at line 8) the time and work required are the same as during the first step. There is no additional space required since we can reuse the space used during the previous iteration.
We use the local starting positions to sort the text, see line 14. Each processor knows the starting positions for its local text. We require additional n lg σ bits of space (which can be reused at each level) to store the sorted text T sorted . After this sorting, each processor can simply insert its bits at the corresponding position in BV (last line of Algorithm 2).
This leads to the following lemma. The algorithm can efficiently use up to p ≤ n σ processors. Utilizing that many processors yields optimal O(n lg σ) work with O(lg σ (σ + lg n)) time. Using more processors would only increase the required work, without achieving a better running time than on n/σ processors. Using sorting for the parallel construction of the WT has already been considered by Shun [17] (sortWT). In their approach, the WT is computed from the first level to the last, and for each level the whole text needs to be sorted using the bit prefix as key (comparison based sorting). Our approach uses counting sort and makes use of the fact that we can compute the intervals for the current level using the intervals of the succeeding level.
23:8 Fast and Simple Parallel Wavelet Tree and Matrix Construction
It should be noted that both algorithms (pcWM and psWM) can be adjusted to compute the level-wise WT instead of the WM. To do so, we just have to replace ρ by the identity permutation in Algorithms 1 and 2. Then, the resulting starting positions of the intervals are for bit prefixes in increasing order, i.e., the starting positions of the intervals for a WT, see Observations 1 and 2.
Experiments
We implemented our algorithms pcWM, psWM, pcWT and psWT using C++. Due to space constraints we focus on the WM-construction algorithms. The running times of the WT-construction algorithms is nearly the same, see Table 5 in the Appendix. We compiled our code using g++ 6.2 with flags -03 and -march=native and provide a tuned sequential implementation, as well as parallel implementations utilizing openMP 4.5. Our implementations are available from https://github.com/kurpicz/pwm. We compare with the implementations of Shun [17] (serialWT and levelWT ) and Labeit et al. [9] (recWT ). Other implementations (as the WM-and WT-construction algorithms in the SDSL) were already proved slower and/or more space consuming. The running times of the construction algorithms implemented in the SDSL are listed in Table 4 in the Appendix. Here, serialWT is the fastest sequential WT-construction algorithm and recWT is the fastest parallel WT-construction algorithm. Both serialWT and recWT are parallel WT-construction algorithms utilizing Cilk Plus for the parallelization. The code of serialWT, levelWT and recWT has been compiled using their provided makefiles.
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Shun [17] Labeit et al. [9] pcWM psWM serialWT levelWT recWT Text  T1  T4  T1  T4  T1  T1  T4  T1 Table 2 Running times of the algorithms on the PC-system in seconds. T1 denotes the running time using one core and T4 denotes the running time using all four cores. The fastest sequential running time is is highlighted using bold font and the fastest parallel running time is underlined.
The measurement of the memory usage of our algorithms and serialWT was done using malloc_count. 6 The memory usage of all other algorithms was measured using the function getrusage, as malloc_count is incompatible with the Cilk Plus implementations. For our experiments we use real-world and artificial texts, see Table 1 . We provide a script to collect and prepare all considered corpora at https://github.com/kurpicz/tcc.
We conducted our experiments on two different machines. PC-System equipped with an Intel Core i5-4670 processor (four cores with frequency up to 3.4 GHz and cache sizes: 32 kB L1, 256 kB L2 and 6144 kB L3) and 16 GB RAM. Server-System equipped with two Intel Xeon E5-2676 processor (16 cores with frequency up to 2.4 GHz and cache sizes: 384 kB L1, 3 MB L2 and 30 MB L3) and 256 GB RAM.
Results -Construction Time
First, we compare the results on the PC-System, i.e., few cores with high base frequency. Table 2 compares the speedup of the construction algorithm on the PC hardware. In the sequential case, psWM is the fastest construction algorithm on all but five texts, there pcWM is faster. The difference in runtime between psWM and pcWM is less than five percent on average. Using psWM we are up to 3.1 times faster than serialWT, which is the previously fastest sequential construction algorithm. On average psWM is 1.59
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Fast and Simple Parallel Wavelet Tree and Matrix Construction times faster than serialWT. In the parallel case, pcWM is the fastest construction algorithm, psWM being on a close second place. Only on two texts psWM is faster. Those are texts with a very small alphabet (σ = 5 and σ = 16). Again, the difference between psWM and pcWM is around four percent. On average, pcWM is 2.12 times faster than recWT and at least 1.04 times faster. Compared with recWM, psWM is 1.99 times faster on average. Second, we compare the results on the Server-System where we have 32 cores with a lower base frequency, see Table 3 . In the sequential case psWM is the fastest construction algorithm with pcWM being the second fastest. On average psWM is three percent faster than pcWM and at most 2.6 times (1.47 times on average) faster than serialWM (the previously fastest WT-construction algorithm). There is a different situation in the parallel case, where the speed of psWM comes only close to the speed of recWT (the currently fastest WT-construction algorithm). Here, psWM is 36 % slower on average, as recWT scales very good.
Results -Memory Consumption
The disadvantage of psWM when it comes to scaling can be redeemed when it comes to memory consumption. All algorithms show a similar footprint on both systems, see Tables 6 and 7 in the Appendix. The lowest memory consumption is archived by pcWM, which is matching our theoretical assumptions. Next, psWM requires 35 % more memory than pcWM but still 27 % less than recWT when both are executed in parallel. In the sequential case, pcWM and psWM require 50 % and 25 % less space than serialWT. The memory consumption of levelWT is enormous, requiring around 77 % more memory than pcWM in both cases (sequential and parallel).
From the Wavelet Tree to the Wavelet Matrix
The structure of a WT and a WM are very similar. If we compare the bit vectors of the WT and the WM at level we see two similarities. First, both bit vectors contain the -th MSB of each character of T and second, the bits are grouped in intervals with respect to the bit prefix of size of the corresponding character. Thus the number and sizes of the intervals is the same. The difference is the position of the intervals within each level. At level , the intervals in BV of a WT occur in increasing order with respect to the bit prefixes of size of the characters in T, i.e., the first interval corresponds to characters with bit prefix 0, the second corresponds to characters with bit prefix 1, and so on. The intervals in BV of a WM occur in increasing order with respect to the ρ of the characters in T.
We can make use of these similarities by showing that each algorithm that can compute a WT can also compute a WM in the same asymptotic time. The computed data structures for our running example can be found in Figure 2 .
Lemma 4.
We can compute an array X and a bit vector U with rank and select data structures in time O(n + σ) and space n + σ + σ lg n + o(n + σ) bits, such that
where bp = prefix( , rank 0 (U, select 1 (U, i+1)) and off = i−rank 1 (U, select 0 (U, bp ( lg σ − ))), with k denoting a left bit shift (by k bits), i.e., affixing k zeros on the right hand side.
Proof. First, we count the number of occurrences of each character in T. This requires O(n) time and σ lg n bits of space. We store them such that
we store the number of occurrences unary utilizing a bit vector, i.e., setting the first X[0]
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[This paper] Shun [17] Labeit et al. [9] pcWM psWM serialWT levelWT recWT Text  T1  T32  T1  T32  T1  T1  T32  T1 Table 3 Running times of the algorithms on the Server-system in seconds. T1 marks the running time using one core and T32 denotes the running time using 32 cores. The fastest sequential running time is is highlighted using bold font and the fastest parallel running time is underlined. bits to one, followed by a single bit set to zero that is again followed by X[1] bits set to one, followed again by a single bit set to zero, and so on. We augment the bit vector with a rank and select data structure, resulting in n + σ + o(n + σ) bits of space in total. The construction of the bit vector and rank and select data structure requires O(n + σ) time.
Next, for each level ∈ [2, lg σ ) we want to compute the first position of the intervals corresponding to the reverse bit prefixes of size in the WM. Since we only require bit prefixes of size up to lg σ − 1 we first compute the number of occurrences of these bit prefixes, i.e., bit vectors of the WT and WM are the same for the first two levels. Otherwise ( > 1) we use the bit vector to identify the bit prefix of length of the character responsible for setting the bit at position i. Let pos = select 1 (i + 1) be the position of the i + 1-th one in the bit vector. Therefore, k = rank 0 (pos) returns the rank of the character that corresponds to the position pos. The bit prefix bp = prefix( , k) of length can now be used to determine the starting position of the corresponding interval in BV , i.e., X[2 − 2 + bp] because we have reordered the entries level-wise. Now we need to compute the offset of the position from the starting position of the interval. To do so, we compute the smallest character contained in the interval by padding the bit prefix with lg σ − 0s giving us a value r = select 0 (bp lg σ − ). Next, we determine the number of 1s occurring before the r-th 0 in U to compute the offset, i.e., off = i − rank 1 (r).
Since all operations used for querying require constant time and there is only a constant number of operations, the query can be answered in constant time.
Example 5. Given our running example of T= 0167154263, we compute the bit vector U and the array X as shown in Figure 2 . The first two levels of the WT and WM are the same, hence we give an example for the last level. We want to set the i = 8-th bit in BV 2 to 0. Now we need to compute the corresponding position j in BV 2 . To do so, we first identify the position of the (i + 1) = (8 + 1)-th 1 in U, i.e., p = select 1 (9) = 15. The value represented by this position may not correspond to the value of the considered character, but it has the same bit prefix of length 2 as the character. The bit prefix is bp = prefix(2, rank 0 (15)) = (11) 2 . To get the first position in the interval in level 2, we need to pad the bit prefix with lg σ − = 1 zeros to get the smallest value with the bit prefix bp, i.e., (110) 2 = 6. Now we can compute the offset of the position with respect to the first position of the interval. We identify the starting position of the interval containing 6, i.e., select 0 (6) = 7. Then we get the number of 1s up to that position and subtract this value from i (off = 8 − 7 = 1) to get the offset. Using the bit prefix bp and the offset off, we can get the position where we have to set the bit using X[2 2 − 2 + bp] + off = 7 + 1 = 8.
Conclusion
We presented two sequential and parallel WM-construction algorithms that utilized the structure of the WM to compute it bottom-up. This allows for fast sequential and parallel WM-construction algorithms that require just a little bit more memory than the input and output require. We then showed how to adopt these algorithms to compute the WT instead. Our experiments have shown that the our new algorithms are up to twice as fast as the previously known algorithms while requiring just a fraction of the memory (at most half as much). Our algorithms do not scale as well as the competitors, therefore, when using more than 32 processors our algorithms will be outperformed. In addition to the practical work, we also have shown how to adopt general WTconstruction algorithms to compute a WM in the same asymptotic runtime instead.
The presented algorithms are the first two WM-construction algorithms that are not just adopted WT-construction algorithms. We want to investigate further in this direction to get construction algorithms that scale better. The domain-decomposition approach by Fuentes-Sepulveda et al. [16] may also be applicable to WM construction.
A Additional Data from the Experiments
Gog et al. [6] WT Table 4 Running time of the WM-and WT-construction algorithms implemented in the SDSL on the PC-System in seconds. We used the wt_int and wm_int implementation (for the WT and WM, resp.) and constructed the data structures using construct_im for the in-memory construction and construct for the semi-external construction. Table 5 Running time of our WT-construction algorithms in seconds.
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