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Un sistema de información es un conjunto de elementos orientados al tratamiento y 
administración de datos, organizados y listos para cubrir las necesidades de una empresa.  
 
Para que estas empresas pueden ser competitivas deben tener un buen sistema de 
información que les proporcione eficiencia, productividad, mantenibilidad, etc., y para ello 
recurren a técnicas como la reingeniería de procesos. Ésta consiste en redefinir los puntos 
clave del funcionamiento de una organización de tal manera que no solo mejore el proceso, 
sino y principalmente, busca reinventarlo con el fin de crear ventajas competitivas. Para lograr 
este objetivo debemos hacernos las siguientes preguntas: ¿por qué hacemos lo que hacemos? 
y ¿por qué lo hacemos como lo hacemos?. 
 
Existen diferentes modelos que resuelven las preguntas formuladas anteriormente y que nos 
permite a la vez hacer un sistema de información eficiente. Uno de ellos es utilizar los modelos 
orientados a objetivos. Éstos se descomponen gradualmente en tareas y recursos hasta llegar 
al nivel de requisitos. 
  
Entre las diferentes notaciones existentes, el modelo i* proporciona un lenguaje y unas técnicas 
de razonamiento que lo hacen muy atractivo. Además, i* no solo está orientado a objetivos sino 
que también lo está con actores, de manera que el modelo final tiene una apariencia de red 
donde los nodos son actores que son responsables de los objetivos, y las aristas son 




Figura 1: Ejemplo de un modelo i* 
 
La figura anterior muestra un extracto de un modelo i* muy simple entre dos actores, el tutor y 
el estudiante en el proceso de seguimiento de un PFC. La principal tarea del tutor es supervisar 
el trabajo de los estudiantes. Esta tarea se puede descomponer en actividades más pequeñas. 
El tutor siempre desea que los estudiantes estén muy satisfechos, lo que se considera un 
softgoal o requisito no funcional. Para contentar a los estudiantes necesita prestarles la 
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atención en el momento oportuno que a su vez se descompone en resolver las dudas que 
tengan por mail o en persona. Estas tareas contribuyen más o menos. 
 
Por otra parte, el estudiante depende del tutor para resolver las dudas que tiene y el tutor 
necesita que el estudiante le informe de su trabajo para poder tener información de su 
desempeño y cumplir su tarea de prestar atención al estudiante. 
 
Éste es un claro ejemplo de cómo un proceso se puede estructurar y descomponer en 
pequeñas actividades para resolver las preguntas que nos surgen al hacer una reingeniería de 
procesos: ¿por qué hacemos lo que hacemos? y ¿por qué lo hacemos como lo hacemos? 








2. Informe de definición 
 
 
2.1 Razón y Oportunidad del proyecto 
 
El grupo de investigación de GESSI tiene desarrollado un editor de modelos i*. Este editor 
cubre con la mayoría de las funcionalidades necesarias para crear modelos. Una característica 
que lo hace diferente respecto a los otros editores es que no utiliza la notación pura i* (la 
utilizada en el gráfico anterior). La aplicación visualiza el modelo de forma arbórea. La raíz es el 
modelo y por cada actor podemos encontrar sus objetivos, relaciones y dependencias a otros 




Figura 2: Modelo realizado con el editor HiME 
 
 
La aplicación está programada utilizando java, mediante la plataforma gráfica Rich Client 
Platform (RCP)  de Eclipse. Esta tecnología permite construir aplicaciones muy potentes 
basadas en SWT y JFACE, con un amplio abanico de posibilidades ya solucionadas como la 
gestión de la ventana principal con vistas, editores y perspectivas.  
 
Para implementar dicha aplicación se ha utilizado el patrón MVC (Modelo – Vista - 
Controlador), donde los controladores acceden a la información almacenada a la base de 
datos. 
 
El problema radica en el hecho de que los modelos se almacenan en una base de datos 
MySQL. Esto hace que el editor sea difícil de instalar además de hacer menos accesibles los 
modelos salvados para otros usuarios. 
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Para poder llegar a la situación de eliminar la base de datos, primero hemos de separar el 
modelo de datos de la parte de presentación y por eso es necesario pasar la aplicación a una 
arquitectura 3 capas. 
Con este PFC se propone cambiar la arquitectura de la aplicación a una arquitectura en 3 
capas, manteniendo el patrón MVC para la parte de presentación. Esta mejora se hará paralela 
juntamente con la reingeniería de la funcionalidad actual, y por consiguiente, se tendrá que 
definir una capa de datos que facilite la implementación simultánea. A grandes rasgos 
debemos realizar lo siguiente: 
 
1. Estudiar la aplicación para diseñar el modelo de datos. 
2. Estudiar la aplicación para identificar las clases que se reutilizarán. 
3. Hacer un diseño de la arquitectura en 3 capas. 






2.2 Situación Actual 
 
Actualmente la aplicación HiME o también anteriormente llamada JPRiM es el resultado de la 
ejecución de diferentes proyectos de final de carrera hechos para completar la funcionalidad 
del editor i*. 
 





Esta etapa corresponde con la realización de la primera versión de la herramienta realizada por 
Sebastià Ávila. Dispone de una memoria completa donde especifica todos los procesos de la 
aplicación, las funcionalidades que no se pudieron realizar y todos los inconvenientes y 






Conjuntamente Gemma Grau y Marc Oriol han realizado la 2ª versión de la aplicación JPrim. 
Gemma Grau realizó las tareas de análisis de requisitos y de las nuevas mejoras necesarias 
para esta versión del editor. Marc Oriol ha realizado la implementación de las nuevas mejoras 
respecto a la versión inicial mediante una metodología ágil e incluyendo una nueva versión de 






Esta fase corresponde a la actual. Lidia López, la corresponsable del proyecto, ha realizado las 
tareas de cliente a la vez de hacer tareas de análisis de requisitos funcionales de las nuevas 
funcionalidades. Mi parte ha sido la de implementar dicha aplicación en una arquitectura en 3 













El objetivo general de este proyecto es cambiar la arquitectura de la aplicación a una 
arquitectura en 3 capas, manteniendo el patrón MVC en la capa de presentación. Además se 
eliminará la base de datos puesto que el modelo de datos se almacenará i/o cargará en 
ficheros IStarML (formato XML).   
 




1. Estudiar la aplicación para diseñar el modelo de datos. 
 
2. Hacer un diseño de la arquitectura en 3 capas manteniendo para la capa de 
presentación el patrón MVC (Modelo-Vista-Controlador).  
 
3. Estudiar la aplicación para identificar las clases que se reutilizarán. Se debe 
reaprovechar lo siguiente: 
a. El componente genérico que muestra el modelo en forma de árbol. 
b. Las pantallas 
 
4. Las mejoras adicionales que se incluirán en esta versión son las siguientes: 
a. Implementar un sistema reutilizable. 
i. Cambio de idioma. 
ii. Formato IStarML para importar y exportar modelos. 
iii. Relaciones configurables entre actores y entre elementos 
intencionales. 
iv. Añadir atributos no tipificados a los diferentes objetos del modelo. 
b. Creación de estadísticas. 
c. Declarar relaciones entre actores. 
 
 
2.4 Alcance del proyecto 
 
 
 Reingeniería del proyecto existente pasándolo a una arquitectura en 3 capas. 
 
 Substituir la base de datos por ficheros en formato IStarML. Uso de la librería ccistarml 
creada por Carlos Cares, creador de este formato. 
 
 Implementar una pantalla de estadísticas para preparar la aplicación para poder 
funcionar con más de una vista del modelo simultáneamente. 
 
 Extensión de la herramienta mediante la creación de nuevas funcionalidades para 




El programa resultante debe permitir lo siguiente: 
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1. El acceso de cualquier persona al editor el cuál podrá realizar lo siguiente: 
a. Crear un modelo i*. 
b. Salvar y cargar el modelo i* mediante ficheros IStarML. 
c. Gestionar actores y relacionarlos entre si. 
d. Gestionar elementos intencionales dentro del dominio del actor y decir cómo se 
relaciones entre si. 
e. Gestionar dependencias entre actores y elementos intencionales. 
f. Obtener todo tipo de información acerca del modelo mediante las estadísticas. 
g. Obtener ayuda del editor. 
 
Queda fuera del alcance la creación de un editor gráfico para la visualización de los 






2.5 Beneficios esperados 
 
 
Con la implementación de esta nueva versión del editor HiME, se esperan los siguientes 
beneficios: 
  
 Perfeccionar la aplicación haciéndola más fácil de entender y mantener, 
propiciando su evolución y haciéndola reutilizable. 
 
 Los modelos creados por el editor, al estar en ficheros, facilitaran la distribución 
hacia otros usuarios además de simplificar la instalación de la herramienta. 
 






2.6 Análisis de impactos 
 
 
La reingeniería del editor i* proporcionará una serie de impactos que pueden desglosarse que 
dos bloques: impacto en los usuarios e impacto económico. Asimismo, como en todos los 
proyectos, existen riesgos que debemos tener en cuenta. 
 
 
Impacto en los usuarios 
 
El paso de base de datos a ficheros de texto plano facilitará la instalación del editor y su puesta 
en funcionamiento. Al utilizar la librería hecha por el creador del lenguaje iStarML, Carlos 






La reingeniería del editor i* será realizada por estudiantes que deseen hacer el proyecto de 
final de carrera. Este hecho hace que sea mucho menor el coste del proyecto que si lo hiciera 
una empresa externa a la universidad. 
 




Por otro lado, una vez haya concluido el proyecto, se espera reducir costes en el 
mantenimiento y la creación de nuevas funcionalidades. Esto se produce al realizar la 
reingeniería y cambiar la arquitectura de la aplicación a una en 3 capas. En la mayoría de los 
proyectos la fase de mantenimiento es la más costosa, y cuanto más mantenible sea un 
sistema, menos costoso será, y por lo tanto se espera que en esta aplicación favorezca que a 





El principal inconveniente está en la utilización de la librería externa que pasa los modelos i* a 
IStarML. El editor i* podría fallar por un bug del paquete y deberíamos esperar a que se 






2.7 Visión general del sistema 
 
 
2.7.1 Usuarios del sistema 
 
Los usuarios que podrán acceder al sistema son todos aquellos que requieran utilizar la 
aplicación para crear gestionar los modelos i*. 
 
Este punto es diferente a la versión anterior del editor porque teníamos dos actores: el usuario 
PRiM y el usuario de modelos i*. El usuario PRiM utilizaba la aplicación para desarrollar la 
metodología PRiM. La nueva versión sólo trata las funcionalidades del framework i* y por tanto 




2.7.2 Tecnologías utilizadas 
 
Con tal de reaprovechar al máximo los componentes y los diálogos de la capa de presentación 
se utilizarán las mismas tecnologías de la versión anterior. Las tecnologías son las siguientes: 
 
 Java 
 Elipse RCP 
 SWT i JFace 
 Swing 
 Eclipse IDE 
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Para la codificación del editor i* se ha utilizado el  lenguaje orientado a objetos Java. Las 
características principales por las cuáles este lenguaje fue el escogido por los anteriores 
desarrolladores fueron los siguientes: 
 
 
 Lenguaje de programación de alto nivel orientado a objetos. 
 Tiene una gran variedad de librerías robustas y bien documentadas que facilitan las 
tareas del programador.   
 La portabilidad es una gran ventaja porque permite la futura utilización de la 
herramienta incluso si cambiamos de sistema operativo o de versión. 
 






Eclipse RCP permite a los desarrolladores usar la arquitectura Eclipse para desarrollar 
aplicaciones flexibles y extensibles reutilizando mucha funcionalidad existente y patrones 
heredados de Eclipse. 
 
Una de las características más importantes de Eclipse es que está basada en una arquitectura 
de Plugin (o extensión). Esto permite que los desarrolladores externos colaboren con la 
aplicación principal extendiendo sus funciones y reduce el tamaño de la aplicación principal. 
Eclipse IDE está construido como un conjunto de plugins los cuales dependen unos de otros. 
 
Los componentes principales de que dispone son los siguientes: 
 
 Main Program. Una aplicación RCP debe implementar la interficie IApplication y es la 
que tiene el hilo principal de ejecución 
 
 Perspective. Una perspectiva es un contenedor visual para un conjunto de vistas. 
 
 Views/Editors. Una vista es típicamente usada para navegar por información o para 

















SWT i JFace 
 
La siguiente tecnología son las librerías gráficas que utilizan las aplicaciones hechas con 
Eclipse RCP.  
 
SWT (Standard Widget Toolkit) es un conjunto de componentes para construir interfaces 
gráficas en Java, (widgets) desarrollados por el proyecto Eclipse. Recupera la idea original de 
la biblioteca AWT de utilizar componentes nativos, con lo que adopta un estilo más consistente 
en todas las plataformas, pero evita caer en las limitaciones de ésta. Sin embargo, el precio a 
pagar por esa mejora es la dependencia (a nivel de aspecto visual y no de interfaz de 
programación) de la aplicación resultante del sistema operativo sobre el cual se ejecuta. La 
interfaz del workbench de eclipse también depende de una capa intermedia de interfaz gráfica 






Swing es una librería de más alto nivel que SWT, que emula los aspectos de gráficos del 
sistema de ventanas sin utilizar el sistema nativo propio. Esto tiene ciertas implicaciones como 
es la perdida de eficiencia. 
 
La utilización de Swing es solamente para reaprovechar un componente de la aplicación capaz 






Elipse IDE es un entorno de desarrollo integrado de código abierto multiplataforma. Utilizar 
Eclipse como la aplicación de desarrollo es una decisión lógica ya que la arquitectura del editor 
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Eclipse dispone de un Editor de texto con resaltado de sintaxis. La compilación es en tiempo 
real. Tiene pruebas unitarias con JUnit, control de versiones con CVS, integración con Ant, 
asistentes (wizards) para creación de proyectos, clases, tests, etc., y refactorización. 
 
Eclipse fue desarrollado originalmente por IBM como el sucesor de su familia de herramientas 
para VisualAge. Eclipse es ahora desarrollado por la Fundación Eclipse, una organización 
independiente sin ánimo de lucro que fomenta una comunidad de código abierto y un conjunto 









JFreeChart es una librería hecha en Java que facilita inclusión de gráficos en aplicaciones. Las 
principales características de que dispone son las siguientes: 
 
Una consistente y bien documentada API, soportando una amplia variedad de tipos de gráficos. 
Diseño flexible que facilita su extensión, y puede insertarse en aplicaciones del lado cliente 
como en lado servidor. 
Soporte para múltiples tipos de salida, incluyendo componentes Swing, imágenes (incluyendo 
PNG y JPEG), y ficheros de gráficos complejos (incluyendo PDF, EPS y SVG). 
JFreeChart es código abierto.  
 













La librería ccistarml v0.6 hecha es Java es un paquete que permite crear, importar y tratar 
ficheros iStarML. El paquete ha sido realizado por Carlos Cares, profesor del Departamento de 




Ingeniería de Sistemas de la Universidad de La Frontera, Temuco (Chile) y miembro del grupo 
de Ingeniería de Software para los Sistemas de Información (GESSI). 
 
El framework i* tiene diferentes variantes orientadas a la ingeniería de requerimientos y a la 
metodología de desarrollo de software orientada a actores.  
 
Esta librería surge de la necesidad de compartir modelos i*  entre las diferentes variantes 
puesto que las comunidades crean sus propias herramientas i*. La solución propuesta es 
compartir los modelos i* pasándolos a iStarML que se basa en una sintaxi XML para unificar las 
diferentes variantes y tener una manera clara de representar las diferencias y similitudes entres 









Los beneficios de utilizar esta librería son los siguientes: 
 
- Verificar el contenido de un fichero iStarML. 
- Mostrar errores. 
- Salvar/Cargar el contenido en un fichero iStarML. 
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Este capítulo está orientado a explicar el framework i* y las funcionalidades relacionadas con él 
que debe contener la aplicación. Esta información ha sido extraída de la web i* wiki, una página  
especializada en el framework i*. 
 
El lenguaje de modelaje i* es un framework que ha estado desarrollado en la universidad de 
Toronto por los doctores Yu, Mylopoulos y Chung. Su objetivo fundamental es dar soporte al 
modelaje de procesos para facilitar lo que es conocido como una reingeniería de procesos. 
 
El modelado basado en modelos i* no es único, es decir, existen diferentes versiones en fase 
de estudio. En este proyecto sólo se tendrá en cuenta la versión propuesta por Eric Yu. La 
aplicación más genérica es proporcionar un modelo para el entendimiento y el rediseño de los 
procesos de negocio del sistema con conceptos como dependencias estratégicas y análisis 
racionales. 
 
El framework i* incluye dos modelos. El modelo Strategic Dependencies (SD), el cual describe 
la red de conexiones y dependencias entre actores, y el modelo Strategic Rationale (SD), el 




3.2 Modelos Strategic Depencies (SD) 
 
 
Este modelo es un conjunto de nodos y links donde cada nodo representa un actor y cada link 
entre dos nodos indica que hay un actor que depende de otro para poder conseguir sus 
objetivos. 
 
El modelo SD es utilizado para expresar la red de relaciones intencionales, relaciones 
estratégicas entre actores. 
 
Este modelo contiene los siguientes elementos: 
 
 Actores 
 Relaciones entre actores 
 Dependencias 






Los actores representan los stakeholders del sistema. Estas entidades se encargan de las 
acciones pertinentes para conseguir sus propios objetivos. Se usa el término actor para 
















Un actor de tipo agent es una entidad física como puede ser un humano. Generalmente se usa 
el término agente en lugar de persona pero también puede utilizarse para entidades artificiales 
como hardware o software. Las características de un agente no suelen ser fácilmente 








Un rol es la caracterización del comportamiento o papel que tiene un actor en un contexto o en 
el desarrollo de una actividad. Sus características son fácilmente transferibles a otros actores 








Es el actor que se puede utilizar entre un role y un agent. Se trata de un conjunto de funciones 
o roles que desempeña normalmente un agente. Una posición se puede atribuir a un humano o 







3.2.2 Relaciones entre actores 
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Los roles, positiones y agentes pueden estar descompuestos en partes. Cada actor, 
















Esta relación se da entre un agente y un rol e indica el papel o función que realizará el agente. 
La identidad del agente no debería tener ningún efecto sobre las responsabilidades de ese 

















Relación para indicar que un agente ocupa una posición, lo que significa que realizará todos los 








La asociación Ins se usa para representar una instancia específica de una entidad general. 
Solamente es usada entre agentes. 
 








El siguiente ejemplo muestra los diferentes tipos de actores interactuando entre ellos. Steve es 
una instancia de tipo agent que se ocupa de ser jefe de proyecto. Las responsabilidades de un 
jefe de proyecto cubren los roles de planificación de tareas y la asignación de recursos, que 












Las dependencias simbolizan que un actor depende de otro para obtener su objetivo. Una 
relación de este tipo está compuesta de los siguientes elementos: 
 
 Dependee. Actor que es requerido por otro en una dependencia. 
 Depender. Actor que depende de otro en la dependencia. 
 Dependum. Elemento central de la dependencia. Indica que es aquello que el 
depender requiere del depende. 
 
 
Las dependencias están clasificadas según los cuatro tipos de dependums que pueden existir. 
Son los siguientes: 
 
 Goal Dependency 
 Task Dependency 
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 Resource Dependency 






En una dependencia de objetivos, el depender depende del dependee para poder conseguir un 
cierto estado en el mundo. El dependum es expresado como una aserción. El dependee es 
libre, y por tanto, se espera que haga las decisiones necesarias para conseguir el objetivo (el 










En una dependencia de tarea, el depender depende del depende para llevar a cabo una 
actividad. El nombre del dependum es una tarea que especifica cómo se desarrollará la acción, 
pero no el porqué. El depender ya ha tomado las decisiones de cómo la tarea será 
desarrollada. La descripción de una tarea i* no significa que ésta sea una especificación 
completa de todos los pasos requeridos para ejecutar la tarea, es una restricción impuesta por 











En una dependencia de recurso, el depender depende del dependee para la disponibilidad de 
una entidad. Mediante el establecimiento de una dependencia, el depender asume la habilidad 
de utilizar la entidad como recurso. Un recurso es el producto final de algunas acciones del 












En una dependencia de un requisito no funcional, un  depender depende de un dependee para 
realizar una tarea para conseguir satisfacer el requisito no funcional. Un Softgoal es similar a 
un goal excepto que el requisito no está claramente definido a priori. Se trata de un objetivo de 










En este ejemplo, si sólo nos centramos en la dependencia de la tarea “Registro en un nuevo 
servicio” identificamos el depender como “Cliente para registro del nuevo servicio” y el 
dependee es el “Cliente”. Para registrar el cliente para el servicio nuevo es necesario que el 
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3.2.4 Vulnerabilidad de una dependencia 
 
 
La vulnerabilidad es un atributo de las dependencias. En una dependencia, el depender 
depende de un dependee para ser apto para conseguir sus objetivos que no sería capaz de 
lograr sin él, o sí pero no tan bien, o no tan rápido, etc. Este hecho hace que el depender sea 
vulnerable a las intenciones del dependee. Esta vulnerabilidad es debida a que el dependee 
podría fallar en el cumplimiento de su objetivo y perjudicar el objetivo del depender. 
 
El modelo i* dispone de tres vulnerabilidades según el nivel de dependencia entre los 
elementos de la dependencia. Son los siguientes: 
 
 Open dependency (uncommited). No conseguir el dependum podría afectar de una 
forma leve al depender. Este grado de dependencia se representa mediante una “O” en 
medio de los elementos de la relación. 
 
 Commited dependency. No conseguir el dependum causaría la falla de alguna acción 
para satisfacer el objetivo del depender. Al ser el tipo de vulnerabilidad estándar no usa 
ningún símbolo. 
 
 Critical dependency. No conseguir el dependum causaría la fallada de todas las 
acciones que el depender tenía previsto conseguir. Este grado de dependencia se 












3.3 Modelos Strategic Rationale (SR) 
 
 
El modelo Strategic Rationale (SR) es un gráfico con varios tipos de nodo y enlaces que 
trabajan conjuntamente para proporcionar una estructura de representación para expresar la 
lógica interna detrás de las dependencias. 
 
Existen cuatro tipos de nodo, llamados elementos intencionales, basados en la misma 
clasificación hecha con las dependencias en el modelo SD:  
 
 Goal 







Hay tres grandes clases de links internos dentro del actor i*. 
 
 Means-End Link 
 Decomposition Link 







3.3.1 Boundary / Actor Boundary 
 
El boundary del actor es el alcance que tienen los elementos intencionales de ese actor. Todos 
los elementos contenidos dentro del boundary son explícitamente deseados por ese actor. Con 
el fin de alcanzar estos elementos, a menudo un actor tiene que depender de las intenciones 
de otros actores, representado por relaciones de dependencia a través de la boundary del 
actor. A su vez, un actor es depender de nosotros para satisfacer a algunos elementos, 










El significado de estos elementos es el mismo que los vistos en las dependencias, con la 




Goals (Hard Goals) 
 
Representa el objetivo de un actor. La especificación de cómo el objetivo se llevará a cabo no 
está descrito por el goal. Esto puede ser descrito mediante una decomposition. 
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Los softgoals son similares a los goals a excepción de que los criterios para llegar a los 
objetivos no son suficientemente claros. Los medios para satisfacer estos objetivos se 









Las tareas son elementos que el actor quiere realizar, desarrollándolas de una determinada 
manera. Una descripción de la especificación de una tarea puede ser descrita mediante una 









Los recursos son usados en el framework i* para modelar objetos en este contexto. Estos 
elementos pueden ser considerados como la habilidad de una entidad o incluso el producto 








3.3.3 Links entre elementos 
 
 
En los modelos SR, los diferentes elementos intencionales pueden ser relacionados usando 
alguno de los tres links disponibles: 
 
 Means End Links 
 Decomposition Links 











Estos links indican una relación entre un objetivo y la manera para obtenerlo. El “mean” es 
expresado en forma de tarea porque implícitamente indica cómo desarrollar el objetivo. En 
“end” es expresado en forma de goal. La notación gráfica se representa mediante una flecha 









Una tarea está relacionada con sus nodos que la componen en decomposition links 
(descomposición de tareas). Una tarea puede subdividida en cuatro tipos de elementos: un 
goal, un task, un recurso y/o un softgoal. Asimismo, estos elementos, a la vez, pueden ser 
parte de una dependencia en el modelo SD. 
 
 Task-Goal Decomposition. Subgoal. En este tipo de descomposición no se especifica 
cómo se asimilará el objetivo, dejando diferentes alternativas. 
 
 Task-Task Decomposition. Subtask. Cuando una tarea está especificada como un 
subcomponente de otra, se restringe la tarea superior a una serie de acciones 
particulares. 
 
 Task-Resource Decomposition. resourceFor. La dificultad de esta descomposición es 
si el recurso estará disponible y si existe una dependencia externa. 
 
 Task-Softgoal Decomposition. softgoalFor. Cuando un softgoal es un componente de 
una task decomposition, sirve para saber el grado de calidad de esta tarea. Por tanto, 
guía (o restringe) la selección de alternativas en la descomposición posterior de esta 
tarea o de de las siguientes. 
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Las contribution links son relaciones en el que un elemento contribuye o perjudica la resolución 







Los contributions links pueden ser de diferentes tipos: Make, Some+, Help, Break, Some-, Hurt, 






Es una contribución positiva suficientemente fuerte para satisfacer un softgoal. 
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En el siguiente ejemplo vemos algunos de los elementos y relaciones vistos en este apartado. 
Este esquema muestra la interacción entre los dos actores del sistema al realizar un proyecto. 
El analista se descompone en actividades más simples (boundary). Su principal objetivo es que 
el sistema sea diseñado (goal). Para lograrlo (means-end) requiere de la tarea de diseñarlo 
(task). Ésta, a su vez, se descompone (task-decomposition) en las tareas de utilizar diseños de 
otras aplicaciones de la empresa o patrones y preparar el informe de diseño. Utilizar un diseño 
ya hecho o un patrón ayudará (help contribution) a que el proceso se diseñe eficientemente 
(softgoal). 
 
Por otro lado, la principal tarea del gestor del proyecto (task) es gestionar el proceso de diseño, 
tarea descompuesta (task-decomposition) en diseñar el proceso de una forma eficiente 
(softgoal) y archivar el informe del diseño (task). 
 
Los dos actores tienen dependencias entre sí (dependency). El proceso de diseño (dependum) 
no puede ser eficiente (dependee) si el diseñador no lo hace eficiente (depender). De igual 
manera, el gestor del proyecto no puede recoger el documento de diseño (dependee) si el 
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4. Análisis de requisitos 
 
 
En esta etapa se definen los requisitos que debe tener nuestro sistema. Son un conjunto de 
condiciones que tendrá que cumplir el editor i* desarrollado. Estos requisitos describen el 
comportamiento del software desarrollado y son la base de la especificación. 
 
Esta etapa, al ser una reingeniería de un proyecto, es muy similar a la fase anterior del editor i* 
realizado por Gemma Grau y Marc Oriol. Se añadirán los requisitos de las funcionalidades 
nuevas y se eliminaran funcionalidades de la metodología PRIM (Process Reengineering i* 
Method) que esta versión no se incluyen. Los requisitos no funcionales son los mismos que la 
versión anterior. 
 
Este capítulo pretende tratar lo siguiente: 
 
 Obtener todos los requisitos del usuario de la fase 2 que no se pudieron satisfacer o 
que se tienen que volver a implementar. 
 
 Definir de manera inequívoca cada uno de los requisitos por medio de una descripción 
completa de las necesidades del usuario en cada aspecto. 
 
 Priorizar los requisitos dependiendo de su importancia dentro del proyecto. 
 
 Construir un catálogo de requisitos funcionales que sirvan como paso previo para la 





4.1 Requisitos funcionales 
 
 
Los requisitos funcionales de la aplicación se han agrupado y categorizado según el tipo de 
funcionalidad que proporcionan. En este sentido se han agrupado este tipo de requisitos en 
cuatro grandes grupos: 
 
 Visualización de modelos i* 
 Construcción de modelos i* 
 Acceso a los elementos del modelo i* 




4.1.1 Visualitzación de modelos i* 
 
Los siguientes requisitos hacen referencia a todas esas funcionalidades que tiene que 
satisfacer la aplicación para poder visualizar los elementos del modelo i* con diferentes 
enfoques. Los requisitos funcionales que se citan a continuación describen tipos de 
visualización de modelos que debe permitir la aplicación: 
 
 
Visualizar modelos i* en SR (Strategic Rationale) 
 
Los modelos i* se deben poder visualizar con el enfoque SR, es decir, mostrando tanto las 
dependencias como la composición interna del proceso de cada actor. 
 





Visualizar modelos i* en SD (Strategic Dependency) 
 
Los modelos i* se deben poder visualizar con un enfoque SD, es decir, mostrando los actores y 
las dependencias entre ellos, ocultando la composición interna de cada actor. 
 
 
Visualizar modelos i* en SD Depender  Dependee 
 
Los modelos i* se deben poder visualizar con un enfoque SD Depender, es decir, mostrando 
solo las dependencias depender – dependum – dependee. 
 
 
Visualizar modelos i* en SD Dependee  Depender 
 
Los modelos i* se deben poder visualizar con un enfoque SD Depender, es decir, mostrando 





4.1.2 Construcción del modelos i* 
 
Los siguientes requisitos hacen referencia a todas esas funcionalidades que tienen que 
satisfacer la aplicación para poder construir modelos i* de manera concisa y efectiva. En 
concreto la aplicación debe por hacer lo siguiente: 
 
Creación de elementos de un modelo i* 
 
Se debe poder permitir la creación de elementos del modelo i*. El framework i*, al no ser un 
estándar cerrado, debe poder añadirse atributos que no están tipificados como elementos del 
formulario. 
  
Los elementos que se deben poder crear son los siguientes: 
 
 Actores (Generic, Agent, Role, Position) 
 Elementos intencionales (Goals, Tasks, Resources, Softgoals) 
 Links (Decompositions, Means-End, Contribution) 
 Dependencies 
 Relaciones entre (Is-A, Is-Part-Of, covers, plays, occupies) 
 Operaciónes de herencia Is-A (redefine, extend, refine) 
 
 
Edición de los elementos de un modelo i* 
 
Edición de los atributos de un elemento del modelo i* como nombre o descripción y gestión de 
las propiedades no tipificadas o externas. 
 
 
Eliminación de los elementos de un modelo i* 
 
Un elemento i* borrado debe quedar eliminado completamente del modelo, así como también 
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Visualizar los atributos de un modelo i* 
 
Los atributos de un elemento i* seleccionado son visualizados en un fragmento de la pantalla 
de la aplicación. 
 
 
Mover la descomposición de los elementos 
 
Los elementos de una descomposición deben poder ubicarse a otro elemento de la 
descomposición que sea perfectamente compatible con el anterior y sólo si el nuevo elemento 
destino permite este tipo de descomposición. 
 
 
Ordenar los elementos de un modelo 
 
El orden en que se visualizan los elementos se debe de poder cambiar de la misma manera 
que se podía hacer en la fase del proyecto anterior. 
 
 
Edición de los atributos de una dependencia 
 






Los dependees y los dependers de una dependencia se han de poder redireccionar a otro 




4.1.3 Acceso a los elementos del modelo i* 
 
Estos requisitos funcionales hacen referencia a la selección de elementos de un modelo i* de 
manera automática para la aplicación asi como también la búsqueda de estos elementos. 
 
Buscar un elemento de un modelo i* 
 
Se ha de poder buscar un elemento dentro de un modelo i* a través de su nombre. 
 
 
Ir directamente a un elemento a partir del link 
 





4.1.4 Gestión de modelos i* 
 
Los siguientes requisitos hacen referencia al tratamiento de modelos i* como entidades de la 
aplicación.  
 
En esta versión, al no tener base de datos, se han eliminado los requisitos siguientes: 
 
 Copiar un modelo i* 
 Eliminar un modelo i* 





Los requisitos funcionales que quedan son los siguientes: 
 
 
Crear modelo i* 
 
El usuario debe poder crear un modelo nuevo. 
 
 
Editar atributos del modelo i* 
 




Salvar un modelo i* 
 
El modelo i* se debe poder almacenar en un fichero con formato iStarML. 
 
 
Cargar un modelo i* 
 
El modelo i*, mediante un archivo con formato iStarML, debe de poder recuperarse por el editor 







4.2 Requisitos no funcionales 
 
 
Para la obtención de los requisitos no funcionales se ha decidido utilizar metodología FURPS+. 
Es un modelo para clasificar los atributos de calidad de software (requisitos funcionales y no 
funcionales). 
 
 Funcionals (Funcional). Principalmente trata las características, capacidades y algunos 
aspectos de seguridad. Este apartado ya se ha visto anteriormente. 
 
 Usability (Facilidad de uso). Factores humanos (interacción), ayuda y documentación. 
 
 Reliability (Fiabilidad). Frecuencia de fallos, capacidad de recuperación de un fallo y 
grado de previsión. 
 
 Performance (Rendimiento). Tiempos de respuesta, productividad, precisión, 
disponibilidad, uso de recursos. 
 
 Supportability (Soporte). Adaptabilidad, facilidad de mantenimiento, 
internacionalización, facilidad de configuración. 
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El modelo, desarrollado en Hewlett-Packard, fue elaborado por primera por Grady y Caswell. 
El + se añadió más tarde al modelo después de varias campañas de HP para ampliar el 




4.2.1 Facilidad de uso 
 
Nivel del usuario 
 





Se estima que el usuario ha de poder aprender fácilmente todas las funcionalidades de la 
aplicación en menos de un día laboral, es decir, 8 horas. La mayoría de las funcionalidades se 





La aplicación debe contar con un tutorial de la nueva versión donde se explique el 








Frecuencia de fallos 
 
Tanto el cliente como el desarrollador desean que la herramienta esté libre de errores. Pero, 
inevitablemente, todo programa contiene cierta cantidad de fallos leves no detectados en la 
fase de desarrollo. Para especificar el siguiente requisito se ha acordado que serían 0.3 bugs 






Tiempos de respuesta 
 
Las funcionalidades de la aplicación se han de ejecutar satisfactoriamente de la forma más 
rápida posible. Por los datos que trata la aplicación se entiende que no procesará un gran 
volumen de información y no requerirá de un algoritmo de coste exponencial. Por tanto, se 
puede definir como un requisito posible que el coste en tiempo de ninguna funcionalidad 
supere, en segundos, los 0.02 * número de elementos. 
 
 
Consumo de recursos 
 
La aplicación encendida con un modelo i* utilizará menos de 50 MB de memoria RAM. El coste 
de espacio en disco (código, imágenes y tutoriales) descontando la información de los modelos 
i* almacenados en ficheros debe ser inferior a 50 MB. El coste en tiempo de CPU de la 
aplicación debe ser inferior a 30 segundos después del uso de la herramienta en 1 hora. 
 






La aplicación no requiere de ningún tipo de restricción de acceso a la información del modelo i*. 
No requiere uso de contraseñas ni es necesario impedir que un usuario acceda al modelo 







Facilidad de instalación 
 
La aplicación debe instalarse sin dificultades, tanto para usuarios como para desarrolladores. Al 
quitar el uso de la base de datos la instalación será mínima. 
 
 
Facilidad de mantenimiento 
 
El mantenimiento de la aplicación es una cuestión prioritaria. Esta no es la última fase y por 




Configurabilidad simple  
 
La configuración de la aplicación será un poco más compleja que la versión anterior ya que el 
framework i* no está cerrado. Esto quiere decir que dependiendo de los parámetros de la 
configuración podremos restringir o habilitar funcionalidades del sistema. La configuración que 
viene por defecto será estándar por lo que el usuario final no necesitará configurar el editor 










El lenguaje de programación a utilizar será Java 1.6. Al ser programado utilizando Eclipse RCP, 
la interficie gráfica utilizará las librerías JFace y SWT. También se utilizará Swing para reusar el 





La aplicación debe ser reusable en Microsoft Windows XP o superior. Al ser programado en 
Java, la compatibilidad con Linux y otros sistemas operativos es posible pero no es una 





Todas las funciones deben estar documentadas utilizando el Javadoc. Los comentarios estarás 
en ingles por motivos de internacionalización de la herramienta. 
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La interficie de la aplicación, los diálogos así como también los menús deben ser similares a las 




























La etapa de especificación es una descripción completa del comportamiento del sistema que se 
va a desarrollar. Incluye un conjunto de casos de uso que describe todas las interacciones que 
tendrán los usuarios con el software. 
 
La mayor parte de los casos de uso que se describen en esta sección son los de la etapa 
anterior, con excepción de todos aquellos que han surgido de la ampliación de las nuevas 
funcionalidades. Algunos de los que existían han sido modificados porque este editor ya no 
realiza funcionalidades relacionados con la metodología JPRIM. En cada caso de uso se 




5.1 Actores del sistema 
 
Los actores son la entidad externa al sistema que participa en algún escenario de uno o más 
casos de uso. Tal como se expone en el informe de definición, en esta versión sólo habrá un 
actor al que llamaremos usuario. En la versión anterior disponíamos de dos tipos. Uno 
relacionado con la gestión de modelos i* y otro con la metodología JPRIM. Al solamente 






5.2 Casos de uso 
 
Los casos de uso vienen dados por los requisitos funcionales de la aplicación y se han 
agrupado y categorizado según el tipo de funcionalidad que proporcionan.  
 
 Visualización de modelos i* 
 Construcción de modelos i* 
 Acceso a los elementos del modelo i* 
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Comparación de los casos de uso con la versión anterior 
Núm. Nombre Cambios 
1 Visualización de modelos i*   
1.1 Visualizar modelos i* en SR (Strategic Rationale) No cambia 
1.2 Visualizar modelos i* en SD (Strategic Dependency) No cambia 
1.3 Visualizar modelos i* en SD Depender a Dependee No cambia 
1.4 Visualizar modelos i* en SD Dependee a Depender No cambia 
2 Construcción de modelos i*   
2.1 Añadir un elemento a un modelo i*   
2.1.1 Añadir un actor Modificado 
2.1.2 Añadir una relación entre actores   
2.1.2.1 Añadir una relación Plays entre actores  Nuevo 
2.1.2.2 Añadir una relación Covers entre actores  Nuevo 
2.1.2.3 Añadir una relación Occupies entre actores Nuevo 
2.1.2.4 Añadir una relación Is-Part-Of entre actores  Nuevo 
2.1.2.5 Añadir una relación Instance-Of entre actores Nuevo 
2.1.2.6 Añadir una relación Is-A entre actores  Nuevo 
2.1.2.6.1 Añadir una relación Extend de un elemento intencional Nuevo 
2.1.2.6.2 Añadir una relación Redefine de un elemento intencional Nuevo 
2.1.2.6.3 Añadir una relación Refine de un elemento intencional Nuevo 
2.1.3 Añadir un elemento SR No cambia 
2.1.4 Añadir una relación entre elementos SR No cambia 
2.1.4.1 Añadir una relación Means-End entre elementos SR No cambia 
2.1.4.2 Añadir una relación Decomposition entre elementos SR No cambia 
2.1.4.3 Añadir una relación Contribution entre elementos SR No cambia 
2.1.5 Añadir una dependencia. No cambia 
2.2 Editar un elemento de un modelo i* No cambia 
2.2.1 Editar un actor No cambia 
2.2.2 Editar un elemento SR No cambia 
2.2.3 Editar una dependencia. No cambia 
2.3 Eliminar un elemento de un modelo i* No cambia 
2.4 Visualizar los atributos de un elemento i* No cambia 
2.5 Mover la descomposición de los elementos. No cambia 
2.6 Ordenar los elementos de un modelo i*. No cambia 
2.7 Eliminar el contenido de un modelo i*. No cambia 
3 Acceso a los elementos del modelos i*   
3.1 Buscar un elemento. No cambia 
3.2 Ir directamente a un elemento a partir del link. No cambia 
4 Gestión de modelos i*   
4.1 Crear modelo i* No cambia 
4.2 Editar atributos del modelo i* No cambia 
4.3 Salvar modelo i* Modificado 
4.4 Cargar modelo i* Modificado 
4.5 Cerrar modelo i* Modificado 
4.6 Copiar modelo i* Eliminado 






5.2.1 Visualización de modelos i* 
 
Estos casos de uso se corresponden con todos aquellos relacionados con los cambios de 
















Caso de uso 1.1 
Nombre 
Visualizar modelos i* en SR (Strategic Rationale). 
Descripción 
La vista del modelo i* pasa a ser de tipo Strategic Rationale 
Precondición 
Hay un modelo cargado. 
La vista está en uno de los formatos SD. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario clica la opción de ver la vista en 
SR. 
 
 2. El sistema actualiza la vista a SR 
Cursos alternativos 
Ninguno 
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Caso de uso 1.2 
Nombre 
Visualizar modelos i* en SD (Strategic Dependency). 
Descripción 
La vista del modelo i* pasa a ser de tipo Strategic Dependency 
Precondición 
Hay un modelo cargado. 
La vista está en SR. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario clica la opción de ver la vista en 
SD. 
 
 2. El sistema actualiza la vista a SD 
Cursos alternativos 
Ninguno 
Caso de uso 1.3 
Nombre 
Visualizar modelos i* en SD Depender  Dependee 
Descripción 
La vista del modelo i* pasa a ser SD mostrando sólo las dependencias Depender  
Dependum  Dependee 
Precondición 
Hay un modelo cargado. 
La vista está en SD. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario clica la opción de ver la vista en  
SD Depender  Dependee. 
 
 2. El sistema actualiza la vista a SD 











Figura 9: Árbol de elementos de un modelo i* con la perspectiva SR. 
 
Caso de uso 1.4 
Nombre 
Visualizar modelos i* en SD Dependee  Depender 
Descripción 
La vista del modelo i* pasa a ser SD mostrando sólo las dependencias Dependee  
Dependum  Depender 
Precondición 
Hay un modelo cargado. 
La vista está en SD. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario clica la opción de ver la vista en  
SD Dependee  Depender. 
 
 2. El sistema actualiza la vista a SD 
Dependee  Depender 
Cursos alternativos 
Ninguno 
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5.2.2 Construcción de modelos i* 
 
Los siguientes casos de uso corresponden a todo aquello relacionado con  la construcción de 







Caso de uso 2.1 
Nombre 
Añadir un elemento a un modelo i* 
Descripción 
Se añade un nuevo elemento al modelo i* 
Precondición 
Hay un modelo cargado. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El caso de uso empieza cuando el usuario 
quiere añadir un elemento al modelo i* 
 










Este caso de uso tiene un comportamiento y una interacción diferente según el elemento que 
se añade al modelo. Los elementos que se pueden añadir a un modelo i* son: 
 
 Actor 
 Relación entre actores 
 Elemento SR 
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Figura 10: Diálogo de creación de un actor 
Caso de uso 2.1.1 
Nombre 
Añadir un actor 
Descripción 
Se añade un nuevo actor al modelo i* 
Precondición 
Hay un modelo cargado. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona crear un nuevo 
actor. 
 
 2. El sistema muestra el diálogo de creación 
del actor 
3. El usuario llena los campos y acepta.  
 4. El sistema crea el nuevo actor y actualiza 
la vista del modelo con el nuevo 
elemento. 
Cursos alternativos 
3a: Existe un actor con el mismo nombre que el que quiere crear el usuario. 









Este caso de uso tiene un comportamiento y una interacción diferente según la relación entre 













Figura 11: Diálogo de creación de una relación entre actores. 
Caso de uso 2.1.2 
Nombre 
Añadir una relación entre actores 
Descripción 
Se añade una nueva relación entre dos actores. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y al menos tiene un actor. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El caso de uso empieza cuando el usuario 
quiere añadir una relación entre actores al 
modelo i* 
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Caso de uso 2.1.2.1 
Nombre 
Añadir una relación Plays entre actores  
Descripción 
Se añade una nueva relación Plays entre dos actores. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y al menos tiene un actor. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el actor padre que 
quiere relacionar con otro y acciona crear 
relación Plays. 
 
 2. El sistema muestra el diálogo de creación 
de la relación entre actores Plays. 
3. El usuario llena los campos y acepta.  
 4. El sistema crea el nuevo actor y lo 
relaciona con el actor padre con una 
relación entre actores Plays. Acto seguido 
actualiza la vista del modelo con el nuevo 
elemento. 
Cursos alternativos 
2a: El usuario desea crear una relación entre un el actor padre y otro actor que ya existe en el 
sistema. 
1. El usuario clica a usar un actor existente.  
 2. El sistema muestra una lista de actores 
existentes en el modelo i*. 
3. El usuario selecciona el actor hijo que 
desea y acepta. 
 
 4. El sistema  relaciona el actor hijo 
seleccionado con el actor padre con una 
relación entre actores Plays. Acto seguido 
actualiza la vista del modelo con el nuevo 
elemento. 
 
3a: Existe un actor con el mismo nombre que el que quiere crear el usuario. 








Caso de uso 2.1.2.2 
Nombre 
Añadir una relación Covers entre actores  
Descripción 
Se añade una nueva relación Covers entre dos actores. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y al menos tiene un actor. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el actor padre que 
quiere relacionar con otro y clica a crear 
relación Covers. 
 
 2. El sistema muestra el diálogo de creación 
de la relación entre actores  Covers. 
3. El usuario llena los campos y clica 
aceptar. 
 
 4. El sistema crea el nuevo actor y lo 
relaciona con el actor padre con una 
relación entre actores  Covers. Acto 
seguido actualiza la vista del modelo con 
el nuevo elemento. 
Cursos alternativos 
2a: El usuario desea crear una relación entre un el actor padre y otro actor que ya existe en el 
sistema. 
1. El usuario clica a usar un actor existente.  
 2. El sistema muestra una lista de actores 
existentes en el modelo i*. 
3. El usuario selecciona el actor hijo que 
desea y acepta. 
 
 4. El sistema  relaciona el actor hijo 
seleccionado con el actor padre con una 
relación entre actores  Covers. Acto 
seguido actualiza la vista del modelo con 
el nuevo elemento. 
 
3a: Existe un actor con el mismo nombre que el que quiere crear el usuario. 
 1. El sistema muestra un mensaje indicando 
el error. 
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Caso de uso 2.1.2.3 
Nombre 
Añadir una relación Occupies entre actores  
Descripción 
Se añade una nueva relación Occupies entre dos actores. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y al menos tiene un actor. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el actor padre que 
quiere relacionar con otro y clica a crear 
relación Occupies. 
 
 2. El sistema muestra el diálogo de creación 
de la relación entre actores Occupies. 
3. El usuario llena los campos y acepta.  
 4. El sistema crea el nuevo actor y lo 
relaciona con el actor padre con una 
relación entre actores Occupies. Acto 
seguido actualiza la vista del modelo con 
el nuevo elemento. 
Cursos alternativos 
2a: El usuario desea crear una relación entre un el actor padre y otro actor que ya existe en el 
sistema. 
1. El usuario clica a usar un actor existente.  
 2. El sistema muestra una lista de actores 
existentes en el modelo i*. 
3. El usuario selecciona el actor hijo que 
desea y acepta. 
 
 4. El sistema  relaciona el actor hijo 
seleccionado con el actor padre con una 
relación entre actores Occupies. Acto 
seguido actualiza la vista del modelo con 
el nuevo elemento. 
 
3a: Existe un actor con el mismo nombre que el que quiere crear el usuario. 








Caso de uso 2.1.2.4 
Nombre 
Añadir una relación Is-Part-Of entre actores  
Descripción 
Se añade una nueva relación Is-Part-Of entre dos actores. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y al menos tiene un actor. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el actor padre que 
quiere relacionar con otro y clica a crear 
relación Is-Part-Of. 
 
 2. El sistema muestra el diálogo de creación 
de la relación entre actores Is-Part-Of. 
3. El usuario llena los campos y acepta.  
 4. El sistema crea el nuevo actor y lo 
relaciona con el actor padre con una 
relación entre actores Is-Part-Of. Acto 
seguido actualiza la vista del modelo con 
el nuevo elemento. 
Cursos alternativos 
2a: El usuario desea crear una relación entre un el actor padre y otro actor que ya existe en el 
sistema. 
1. El usuario clica a usar un actor existente.  
 2. El sistema muestra una lista de actores 
existentes en el modelo i*. 
3. El usuario selecciona el actor hijo que 
desea y acepta. 
 
 4. El sistema  relaciona el actor hijo 
seleccionado con el actor padre con una 
relación entre actores Is-Part-Of. Acto 
seguido actualiza la vista del modelo con 
el nuevo elemento. 
 
3a: Existe un actor con el mismo nombre que el que quiere crear el usuario. 
 1. El sistema muestra un mensaje indicando 
el error. 
Facultat d’Informàtica de Barcelona 






Caso de uso 2.1.2.5 
Nombre 
Añadir una relación Instance-Of entre actores  
Descripción 
Se añade una nueva relación Instance-Of entre dos actores. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y al menos tiene un actor. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el actor padre que 
quiere relacionar con otro y clica a crear 
relación Instance-Of. 
 
 2. El sistema muestra el diálogo de creación 
de la relación entre actores Instance-Of. 
3. El usuario llena los campos y acepta.  
 4. El sistema crea el nuevo actor y lo 
relaciona con el actor padre con una 
relación entre actores Instance-Of. Acto 
seguido actualiza la vista del modelo con 
el nuevo elemento. 
Cursos alternativos 
2a: El usuario desea crear una relación entre un el actor padre y otro actor que ya existe en el 
sistema. 
1. El usuario clica a usar un actor existente.  
 2. El sistema muestra una lista de actores 
existentes en el modelo i*. 
3. El usuario selecciona el actor hijo que 
desea y acepta. 
 
 4. El sistema  relaciona el actor hijo 
seleccionado con el actor padre con una 
relación entre actores Instance-Of. Acto 
seguido actualiza la vista del modelo con 
el nuevo elemento. 
 
3a: Existe un actor con el mismo nombre que el que quiere crear el usuario. 








Caso de uso 2.1.2.6 
Nombre 
Añadir una relación Is-A entre actores  
Descripción 
Se añade una nueva relación Is-A entre dos actores. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y al menos tiene un actor. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el actor padre que 
quiere relacionar con otro y clica a crear 
relación Is-A. 
 
 2. El sistema muestra el diálogo de creación 
de la relación entre actores Is-A. 
3. El usuario llena los campos y acepta.  
 4. El sistema crea el nuevo actor y lo 
relaciona con el actor padre con una 
relación entre actores Is-A. Acto seguido 
actualiza la vista del modelo con el nuevo 
elemento. 
Cursos alternativos 
2a: El usuario desea crear una relación entre un el actor padre y otro actor que ya existe en el 
sistema. 
1. El usuario clica a usar un actor existente.  
 2. El sistema muestra una lista de actores 
existentes en el modelo i*. 
3. El usuario selecciona el actor hijo que 
desea y acepta. 
 
 4. El sistema  relaciona el actor hijo 
seleccionado con el actor padre con una 
relación entre actores Is-A. Acto seguido 
actualiza la vista del modelo con el nuevo 
elemento. 
 
3a: Existe un actor con el mismo nombre que el que quiere crear el usuario. 
 1. El sistema muestra un mensaje indicando 
el error. 
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Caso de uso 2.1.2.6.1 
Nombre 
Crear Extensión de un elemento intencional. 
Descripción 
Se añadirá un elemento intencional en el subactor que corresponde al elemento que estamos 
extendiendo del superactor y se crearán elementos intencionales relacionados con el elemento 
que estamos extendiendo. Conceptualmente, estos nuevos elementos se sumaran a la 
descomposición que tiene el elemento en el superactor. 
Precondición 
Hay un modelo cargado. 
El modelo tiene al menos 2 actores y uno de ellos hereda del otro. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el subactor sobre el 
cual quiere hacer la operación de extensión 
y clica la opción de extender. 
 
 2. El sistema muestra la ventana para crear 
la extensión del elemento intencional. La 
ventana contiene una lista de elementos 
sobre los que aun no se ha aplicado 
ninguna operación de herencia. 
3. El usuario escoge el elemento intencional 
que desea extender y clica siguiente. 
 
 4. El sistema muestra los campos de 
creación de un elemento intencional. 
5. El usuario cumplimenta los campos de la 
creación del elemento intencional que será 
la extensión y acepta. 
 
 6. El sistema crea la nueva extensión, el 
elemento intencional que se añade a la 
descomposición actual del elemento en el 
superactor y se actualiza la vista del 
modelo con el nuevo elemento. 
Cursos alternativos 
5a: El usuario ha cumplimentado los campos de la creación y quiere añadir otro elemento. 
1. El usuario clica a añadir y continuar.  
 2. El sistema crea un nuevo elemento 
intencional que se añadirá a la 
descomposición actual del elemento que 
hemos extendido y vuelve al punto 4 del 
curso normal de eventos. 
 
5b: El nombre del elemento que se quiere insertar ya existe en otro elemento intencional del 
subactor o superactores. 















Figura 13: Creación de los elementos SR hijos del elemento seleccionado 
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Caso de uso 2.1.2.6.2 
Nombre 
Crear Redefinición de un elemento intencional. 
Descripción 
Se añadirá un elemento intencional en el subactor que corresponde al elemento que estamos 
redefiniendo en el superactor y se crearan elementos intencionales relacionados con el 
elemento que estamos redefiniendo. Conceptualmente, estos nuevos elementos reemplazan a 
a la descomposición que tiene el elemento en el superactor. 
Precondición 
Hay un modelo cargado. 
El modelo tiene al menos 2 actores y uno de ellos hereda del otro. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el subactor sobre el 
cual quiere hacer la operación de extensión 
y clica la opción de redefinir. 
 
 2. El sistema muestra la ventana para crear 
la redefinición del elemento intencional. 
La ventana contiene una lista de 
elementos sobre los que aun no se ha 
aplicado ninguna operación de herencia y 
que al menos contienen algún 
descendiente que se llenará en función 
del actor escogido en el desplegable. 
3. El usuario escoge el elemento intencional 
que desea  redefinir y clica siguiente. 
 
 4. El sistema muestra los campos de 
creación de un elemento intencional. 
5. El usuario cumplimenta los campos de la 
creación del elemento intencional que 
formará parte de la nueva descomposición 
del elemento redefinido y acepta. 
 
 6. El sistema crea la nueva  redefinición, el 
elemento intencional que formará parte 
de la nueva descomposición y actualiza la 
vista del modelo con el nuevo elemento. 
Cursos alternativos 
5a: El usuario ha cumplimentado los campos de la creación y quiere añadir otro elemento. 
1. El usuario clica a añadir y continuar.  
 2. El sistema crea un nuevo elemento 
intencional que se añadirá a la 
descomposición actual del elemento que 
hemos extendido en el subactor  y vuelve 
al punto 4 del curso normal de eventos. 
 
5b: El nombre del elemento que se quiere insertar ya existe en otro elemento intencional del 
subactor o superactores. 
 1. El sistema muestra un mensaje 






Caso de uso 2.1.2.6.3 
Nombre 
Crear Refinamiento de un elemento intencional. 
Descripción 
Se añadirá un elemento intencional en el subactor que corresponde al refinamiento de un 
elemento intencional de un superactor. 
Precondición 
Hay un modelo cargado. 
El modelo tiene al menos 2 actores y uno de ellos hereda del otro. 
Actor Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el subactor sobre el 
cual quiere hacer la operación de 
refinamiento y clica la opción de refinar. 
 
 2. El sistema muestra la ventana para crear 
el refinamiento del elemento intencional. 
La ventana contiene una lista de 
elementos del superactor sobre los que 
aun no se ha aplicado ninguna operación 
de herencia y son “hojas”. 
3. El usuario escoge el elemento intencional 
que quiere refinar del superactor y 
cumplimenta los campos de la creación del 
elemento intencional refinado y acepta. 
 
 4. El sistema crea un nuevo refinamiento y 
actualiza la vista del modelo con el nuevo 
elemento. 
Cursos alternativos 
3b: El nombre del elemento que se quiere insertar ya existe en otro elemento intencional del 
subactor o superactores. 
 1. El sistema muestra un mensaje 
indicando el error. 
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Figura 14: Diálogo de creación de un elemento SR 
Caso de uso 2.1.3 
Nombre 
Añadir un elemento SR 
Descripción 
Se añade un nuevo elemento de tipo SR a un actor. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y tiene mínimo un actor. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el actor al que quiere 
añadir un nuevo elemento SR y clica a 
añadir elemento SR. 
 
 2. El sistema muestra el diálogo de creación 
de un elemento SR. 
3. El usuario llena los campos y acepta.  
 4. El sistema crea el nuevo elemento SR en 
el actor seleccionado y actualiza  la vista 
del modelo con el nuevo elemento. 
Cursos alternativos 
2a:  El usuario ha cumplimentado los campos de la creación y quiere añadir otro elemento. 
1. El usuario clica a añadir y continuar.  
 2. El sistema crea un nuevo elemento SR e 
inicializa los campos de la vista. 
 
3a: Existe un elemento SR en el actor con el mismo nombre que el que quiere crear el usuario. 









Este caso de uso tiene un comportamiento y una interacción diferente según la relación entre 
elementos SR que se añade al modelo. Solo se podrán crear aquellas relaciones habilitadas 







Sólo se podrán crear aquellas relaciones habilitadas dentro del fichero de configuración. 
Caso de uso 2.1.4 
Nombre 
Añadir una relación entre elementos SR 
Descripción 
Se añade un elemento intencional nuevo i una relación con uno exitente. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y al menos tiene un actor con al menos un elemento SR. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El caso de uso empieza cuando el usuario 
quiere añadir una relación a un elemento 
intencional de un actor. 
 




Facultat d’Informàtica de Barcelona 








Caso de uso 2.1.4.1 
Nombre 
Añadir una relación Means-End entre elementos SR. 
Descripción 
Se añade un elemento SR nuevo i se crea la relación de tipo Means-end entre ambos. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y tiene mínimo un actor con un elemento SR. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el elemento SR al 
que quiere añadir una nueva relación 
Means-End con un nuevo elemento SR y 
clica a añadir Means-End. 
 
 2. El sistema muestra el diálogo de creación 
de una relación Means-End. 
3. El usuario llena los campos y acciona 
acepta. 
 
 4. El sistema crea el nuevo elemento SR 
relacionado mediante un Means-End con 
el elemento SR seleccionado y actualiza  
la vista del modelo con el nuevo 
elemento. 
Cursos alternativos 
2a:  El usuario ha cumplimentado los campos de la creación y quiere añadir otro elemento. 
1. El usuario clica a añadir y continuar.  
 2. El sistema crea un nuevo elemento SR 
relacionado mediante un Means-End con 
el elemento SR seleccionado e inicializa 
los campos de la vista. 
 
3a: Existe un elemento SR en el actor con el mismo nombre que el que quiere crear el usuario. 








Figura 15: Diálogo de creación de un Means-End 
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Figura 16: Diálogo de creación de una Decomposition. 
Caso de uso 2.1.4.2 
Nombre 
Añadir una relación Decomposition entre elementos SR. 
Descripción 
Se añade un elemento SR nuevo i se crea la relación de tipo Decomposition entre ambos. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y tiene mínimo un actor con un elemento SR. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el elemento SR al 
que quiere añadir una nueva relación 
Decomposition con un nuevo elemento SR 
y clica a añadir Decomposition. 
 
 2. El sistema muestra el diálogo de creación 
de una relación Decomposition. 
3. El usuario llena los campos y acciona  
aceptar. 
 
 4. El sistema crea el nuevo elemento SR 
relacionado mediante un Decomposition 
con el elemento SR seleccionado y 
actualiza  la vista del modelo con el nuevo 
elemento. 
Cursos alternativos 
2a:  El usuario ha cumplimentado los campos de la creación y quiere añadir otro elemento. 
1. El usuario clica a añadir y continuar.  
 2. El sistema crea un nuevo elemento SR 
relacionado mediante una Decomposition 
con el elemento SR seleccionado e 
inicializa los campos de la vista. 
 
3a: Existe un elemento SR en el actor con el mismo nombre que el que quiere crear el usuario. 













Figura 17: Diálogo de creación de una contribution 
Caso de uso 2.1.4.3 
Nombre 
Añadir una relación Contribution entre elementos SR. 
Descripción 
Se añade una nueva relación Contribution entre dos elementos SR. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y tiene mínimo un actor con un elemento SR. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el elemento SR al 
que quiere añadir una nueva relación 
Contribution con un nuevo elemento SR y 
clica a añadir Contribution. 
 
 2. El sistema muestra el diálogo de creación 
de una relación Contribution. Tiene una 
lista con los elementos SR con los que se 
puede crear esta relación. 
3. El usuario selecciona el elemento SR y 
llena los campos y acciona aceptar. 
 
 4. El sistema relaciona mediante una 
relación Contribution el elemento SR 
seleccionado y actualiza  la vista del 
modelo con el nuevo elemento. 
Cursos alternativos 
3a: Existe una contribution entre los dos elementos SR. 
 1. El sistema muestra un mensaje indicando 
el error. 
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Caso de uso 2.1.5 
Nombre 
Añadir una dependencia. 
Descripción 
Se añade una dependencia entre dos actores o uno de sus respectivos elementos para 
obtener/proporcionar un dependum. 
Precondición 
Hay un modelo cargado. 
El modelo está en vista SR y tiene tanto el depender como el dependee de la dependencia 
existen en el modelo i*. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el depender y 
selecciona la opción de crear una 
dependencia. También puede seleccionar 
el depende y seleccionar la opción de 
crear una dependencia inversa. 
 
 2. El sistema muestra el diálogo de creación 
de una dependencia. 
3. El usuario llena los campos y acepta.  
 4. El sistema crea la nueva dependencia y 
actualiza  la vista del modelo con el nuevo 
elemento. 
Cursos alternativos 
2a: El dependum de la dependencia que se quiere añadir ya existe en otra dependencia. 
1. El usuario clica el botón de utilizar un 
dependum existente. 
 
 2. El sistema muestra una lista de 
dependums del dependee. 
3. El usuario selecciona un dependum y 
aceptar. 
 
 4. Los campos del diálogo del dependum se 
actualizan con los datos del dependum 
seleccionado. 
 
3a: Existe una dependencia entre el dependee, depender y dependum seleccionados. 








Figura 18: Diálogo de creación de una dependencia 
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Este caso de uso tiene un comportamiento y una interacción diferente según el elemento del 
modelo i* que desea editar. Los elementos que se pueden editar son los siguientes: 
  
 Actor 
 Elemento SR 
 Dependencia 
 
Caso de uso 2.2 
Nombre 
Editar un elemento de un modelo i* 
Descripción 
Se editan los atributos de un elemento del modelo i* 
Precondición 
Hay un modelo cargado. 
Existe el elemento a editar. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El caso de uso empieza cuando el usuario 
quiere editar alguno de los atributos de un 
elemento del modelo i* 
 










Caso de uso 2.2.1 
Nombre 
Editar un actor 
Descripción 
Se editan los atributos de un actor 
Precondición 
Hay un modelo cargado. 
El actor existe. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario quiere editar algún atributo del 
actor y selecciona la acción de editar 
actor. 
 
 2. El sistema muestra el diálogo de edición 
del actor con los campos llenados en 
modo editable. 
3. El usuario modifica los atributos que desea 
y aceptar. 
 
 4. El sistema actualiza los atributos del actor 
y actualiza el modelo. 
Cursos alternativos 
3a: Existe un actor con el mismo nombre que el que quiere crear el usuario. 
 1. El sistema muestra un mensaje indicando 
el error. 
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Caso de uso 2.2.2 
Nombre 
Editar un elemento SR 
Descripción 
Se editan los atributos de un elemento SR 
Precondición 
Hay un modelo cargado. 
El elemento SR existe. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario quiere editar algún atributo del 
elemento SR y selecciona la acción de 
editar elemento SR. 
 
 2. El sistema muestra el diálogo de edición 
del elemento SR con los campos llenados 
en modo editable. El tipo del elemento SR 
no será modificable si tiene relaciones SR 
hijas. 
3. El usuario modifica los atributos que desea 
y aceptar. 
 
 4. El sistema actualiza los atributos del 
elemento SR y actualiza el modelo. 
Cursos alternativos 
3a: Existe un elemento SR con el mismo nombre que el que quiere crear el usuario. 








Caso de uso 2.2.3 
Nombre 
Editar una dependencia. 
Descripción 
Se editan los atributos de una dependencia. 
Precondición 
Hay un modelo cargado. 
Existe la dependencia. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario quiere editar algún atributo de la 
dependencia y selecciona la acción de 
editar dependencia. 
 
 2. El sistema muestra el diálogo de edición 
de la dependencia con los campos 
llenados en modo editable. 
3. El usuario modifica los atributos que desea 
y acepta. 
 
 4. El sistema actualiza los atributos de la 
dependencia y actualiza el modelo. 
Cursos alternativos 
2a: El dependum de la dependencia que se quiere añadir ya existe en otra dependencia. 
1. El usuario clica el botón de utilizar un 
dependum existente. 
 
 2. El sistema muestra una lista de 
dependums del dependee. 
3. El usuario selecciona un dependum y 
aceptar. 
 
 4. Los campos del diálogo del dependum se 
actualizan con los datos del dependum 
seleccionado. 
 
3a: Existe una dependencia entre el dependee, depender y dependum seleccionados. 
 1. El sistema muestra un mensaje indicando 
el error. 
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Caso de uso 2.3 
Nombre 
Eliminar un elemento de un modelo i* 
Descripción 
Se elimina un elemento del modelo i* 
Precondición 
Hay un modelo cargado. 
La vista está en SR y existe el elemento en el modelo i*. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario quiere eliminar un elemento del 
modelo y selecciona la acción de eliminar 
elemento. 
 
 2. El sistema muestra una pantalla de 
advertencia avisando de que se 
eliminarán todos los elementos 
relacionados con este, dependencias, etc. 
3. El usuario clica aceptar.  
 4. El sistema elimina el elemento con todas 
sus relaciones y actualiza el modelo. 
Cursos alternativos 
Ninguno 
Caso de uso 2.4 
Nombre 
Visualizar los atributos de un elemento i* 
Descripción 
Se visualizan los atributos de un elemento del modelo i 
Precondición 
Hay un modelo cargado. 
La vista está en SR. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. Cada vez que un elemento del modelo es 
seleccionado por el usuario. 
 










Figura 19: Visualización de los atributos del elemento seleccionado 
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Caso de uso 2.5 
Nombre 
Mover la descomposición de los elementos. 
Descripción 
Se mueven las descomposiciones de los elementos a través de la funcionalidad cut + paste 
Precondición 
Hay un modelo cargado. 
La vista está en SR. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el elemento que 
pertenece a una descomposición que 
quiere cambiar de lugar y selecciona cut. 
 
 2. El sistema pone el elemento al 
“portapapeles” y lo elimina del modelo. 
3. El usuario selecciona el elemento destino 
que sería el padre de la descomposición y 
selecciona la opción paste. 
 
 4. El sistema pega el elemento al nuevo 
destino y actualiza la descomposición. 
Cursos alternativos 
3a: El usuario quiere mover otro elemento de la descomposición cuando tenía otro elemento 
en el ”portapapeles”. 
1. El usuario vuelve a accionar el botón cut 
para otro elemento. 
 
 2. El sistema elimina definitivamente el 
elemento anterior y actualiza el elemento 
del “portapapeles” con este nuevo 
elemento. 
 
4a: El elemento destino no puede tener descomposiciones del tipo de descomposición 
solicitado. 
 1. El sistema muestra un mensaje indicando 
el error y vuelve a poner el elemento con 










Caso de uso 2.6 
Nombre 
Ordenar los elementos de un modelo i*. 
Descripción 
Los elementos del modelo i* se pueden reordenar aumentando o disminuyendo posiciones. 
Precondición 
Hay un modelo cargado. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el elemento que 
quiere cambiar de posición y acciona el 
botón de mover una posición arriba o 
abajo. 
 
 2. El sistema mueve el elemento una 
posición por encima o por debajo de la 
que estaba. 
Cursos alternativos 
1a: El usuario acciona subir o bajar la posición de un elemento que se trata del primero o del 
último del mismo nivel. 
 1. El sistema ignora la operación.. 
Caso de uso 2.7 
Nombre 
Eliminar el contenido de un modelo i*. 
Descripción 
Elimina todos los elementos de un modelo i* 
Precondición 
Hay un modelo cargado. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el nodo del modelo i* 
y acciona la opción de eliminar el 
contenido. 
 
 2. El sistema elimina todos los nodos del 
modelo y actualiza la vista. 
Cursos alternativos 
Ninguno 
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5.2.3 Acceso a los elementos del modelos i* 
 
Estos casos de uso se corresponden con todos aquellos relacionados con el acceso a los 











Caso de uso 3.1 
Nombre 
Buscar un elemento. 
Descripción 
Se busca un elemento dentro del árbol que representa el modelo i*. 
Precondición 
Hay un modelo cargado. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario acciona la opción de buscar.  
 2. El sistema muestra un diálogo de donde 
se puede introducir los parámetros de 
búsqueda. 
3. El usuario introduce los parámetros de 
búsqueda y acepta. 
 
 4. El sistema se posiciona en el siguiente 
elemento que satisface los parámetros de 
búsqueda. 
Cursos alternativos 
4a: No existe ningún elemento con los parámetros de búsqueda introducidos. 
 1. El sistema informa que no hay ningún 








Figura 20: Diálogo de búsqueda de un elemento i* 
Facultat d’Informàtica de Barcelona 








Caso de uso 3.2 
Nombre 
Ir directamente a un elemento a partir del link. 
Descripción 
Se obtiene el nodo original del árbol que representa el modelo i* a partir de un de sus links 
replicados como dependee, depender, contribution link o relación entre actores y elementos 
intencionales.  
Precondición 
Hay un modelo cargado. 
El modelo contiene links. 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario selecciona el elemento 
replicado y acciona la opción de ir al link 
original. 
 








5.2.4 Gestión de modelos i* 
 
Estos casos de uso se corresponden con todos aquellos relacionados con la gestión de un 








Caso de uso 4.1 
Nombre 
Crear modelo i*. 
Descripción 





Curso normal de eventos 
Actor Sistema 
1. El usuario quiere crear un nuevo modelo y 
clica a crear modelo i*. 
 
 2. El sistema muestra el diálogo de creación 
del nuevo modelo. 
3. El usuario introduce los parámetros del 
diálogo y acepta. 
 
 4. El sistema crea el nuevo modelo i* y 
actualiza y el sistema. 
Cursos alternativos 
1a: Existe un modelo i* en memoria. 
 1. El sistema avisa de que existe un modelo 
en memoria y que es necesario cerrarlo 
antes. 
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Caso de uso 4.2 
Nombre 
Editar atributos del modelo i*. 
Descripción 
Se editan los atributos del modelo i* 
Precondición 
Existe el modelo i* 
Actores Usuario 
 
Curso normal de eventos 
Actor Sistema 
1. El usuario quiere editar algún atributo del 
modelo y clica editar atributos del modelo. 
 
 2. El sistema muestra el diálogo de edición 
del modelo con los atributos del modelo 
en modo edición. 
3. El usuario modifica algún atributo y 
acepta. 
 
 4. El sistema modifica los atributos del 
modelo i* y actualiza el sistema. 
Cursos alternativos 
Ninguno 
Caso de uso 4.3 
Nombre 
Salvar modelo i*. 
Descripción 





Curso normal de eventos 
Actor Sistema 
1. El usuario quiere salvar el modelo i* y 
acciona salvar modelo. 
 
 2. El sistema abre un diálogo donde permite 
seleccionar la ubicación e introducir el 
nombre del fichero. 
3. El usuario selecciona el destino y acepta.  
 4. El sistema genera un fichero con los 
datos del modelo i*. 
Cursos alternativos 
1a: No está cargado ningún modelo i*. 
 1. El sistema muestra un mensaje de error. 
 
1a: El modelo i* en memoria es un modelo cargado de un fichero. 
 1. El sistema genera el fichero con los datos 
del modelo i* y lo salva en la misma 
ubicación. 
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Caso de uso 4.4 
Nombre 
Cargar modelo i*. 
Descripción 





Curso normal de eventos 
Actor Sistema 
1. El usuario quiere cargar un modelo i* y 
acciona cargar modelo. 
 
 2. El sistema abre un diálogo donde permite 
seleccionar fichero que contiene el 
modelo. 
3. El usuario selecciona el fichero y acepta.  
 4. El sistema carga a partir del fichero los 
datos del modelo i*. 
Cursos alternativos 
1a: El sistema tiene un modelo i* en memoria. 
 1. El sistema muestra una ventana de 
confirmación avisando que es necesario 
salvar el modelo en memoria. [Salvar 
modelo i*.] 
 2. El sistema cierra el modelo anterior. 
[Cerrar modelo i*.] 
 3. El sistema continua con el punto 2 del 
curso normal de eventos. 
 
3a: Errores de formato IStarML en el fichero. 
 1. El sistema muestra un mensaje de error. 
 
3b: El fichero tiene el formato IStarML correcto pero no se adapta a la configuración de las 
relaciones entre elementos que permite el sistema. 
 1. El sistema carga a partir del fichero los 
datos del modelo i*. 
 2. El sistema muestra un listado de errores 
por los cuales el modelo cargado no se 
adapta a la configuración del sistema. 
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Caso de uso 4.5 
Nombre 
Cerrar modelo i*. 
Descripción 





Curso normal de eventos 
Actor Sistema 
1. El usuario quiere cerrar el modelo i* y 
acciona cerrar modelo. 
 
 2. El sistema cierra el modelo y actualiza la 
vista. 
Cursos alternativos 
1a: El modelo i* no se ha salvado. 
 1. El sistema muestra una ventana de 
confirmación avisando que es necesario 
salvar el modelo en memoria. [Salvar 
modelo i*.] 
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5.3 Modelo conceptual 
 
 
Existen diferentes modelos conceptuales para representar la realidad. Deben ser simples, cada 
concepto debe tener un significado distinto y una interpretación precisa. El modelo conceptual 
escogido por mis antecesores en este proyecto es el orientado a objetos, que por otro lado es 
el que se adapta mejor a las necesidades arquitectónicas del editor. Este modelo utiliza clases 
de objetos, con sus atributos, y las asociaciones entre ellas para respresentar las entidades 















En este apartado se explica como fue ideado y diseñado el modelo conceptual de la fase 
anterior (fase 2) de la herramienta, para así poder describir las diferencias de los dos modelos 
al añadir las relaciones entre actores y las operaciones de herencia entre actores. 
 
El modelo i* está compuesto por actores (que se obtienen de un catálogo de actores, y por 
tanto la relación es n..n), elementos SR que pertenecen a un sólo modelo i* y dependums que 
tienen la misma relación. 
 
Los elementos SR pueden ser descompuestos en relaciones Means-End, TaskDecomposition 
o ContributionToSoftgoal links. Se deja al programador la responsabilidad de mantener las 
restricciones de integridad en las descomposiciones. 
 








Restricciones de integridad 
 
 
Restricciones de modelo 
 
 Ri.1.1. El dependee, depender y dependum de un dependencia deben pertenecer al 
mismo modelo. 
 
 Ri.1.2. Todas las relaciones de ActorRoots deben ser entre un elemento SR y un Actor 
que pertenezcan al mismo modelo. 
 
 
Restricciones de actor 
 
 Ri.2.1. Todas las relaciones task-decomposition deben ser entre dos elementos SR que 
pertenezcan al mismo actor 
 
 Ri.2.2. Todas las relaciones ContribuitionToSoftgoal deben ser entre dos elementos SR 
que pertenezcan al mismo actor. 
 
 Ri.2.3. Todas las relaciones Means-End deben ser entre dos elementos SR que 
pertenezcan al mismo actor.  
 
 
Restricciones de elementos SR y dependencias 
 
 Ri.3.1. Los elementos SR del tipo Resource no pueden tener ningún tipo de 
descomposición. 
 
 Ri.3.2. En una Task-Decomposition, el rol de tarea debe ser un SR Element, el tipo del 
cual será tarea. 
 
 Ri.3.3. En un softgoalLink, el rol del softgoal debe de ser un SR Element, el tipo del 
cual será un softgoal. 
 
 Ri.3.4. En una dependencia, el dependee y el depender no pueden pertenecer al 
mismo actor. 
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Restricciones de identificadores 
 
 Ri.4.1. No hay dos dependums diferentes con el mismo identificador. 
 
 Ri.4.2. No hay dos actores diferentes con el mismo identificador. 
 
 Ri.4.3. No hay dos elementos SR diferentes con el mismo identificador. 
 
 
Restricciones de orden 
 
 Ri.5.1. No hay dos ModelActors que ocupan la misma posición en un mismo modelo i*. 
 
 Ri.5.2. No hay dos ActorRoots que ocupan la misma posición en un mismo actor. 
 
 Ri.5.3. No hay dos TaskDecomposition que ocupan la misma posición en una misma 
tarea. 
 
 Ri.5.4. No hay dos MeansEnd que ocupan la misma posición en un mismo end. 
 




Restricciones de nombres únicos 
 
 Ri.6.1. No hay dos elementos SR diferentes con el mismo nombre y el mismo modelo. 
 
 Ri.6.2. No hay dos actores diferentes con el mismo nombre. 
 




5.3.2 Model conceptual de la fase actual 
 
 
El modelo conceptual de la versión actual es muy parecido al de la versión anterior porque los 
modificaciones que se han realizado han sido consecuencia de las nuevas funcionalidades y de 
la persistencia de los datos y no de carencias en el modelo conceptual. 
 
 La aplicación solo tiene un modelo i*. En la versión anterior era necesario salvar la 
información de los distintos modelos en la base de datos. En cambio, en esta versión, 
los datos siempre se importan/exportan a partir de un fichero XML. 
 
 Se suprimen relaciones y clases relacionales que asocian el modelo con otras 
entidades. Este cambio es una consecuencia del punto anterior. 
 
 El orden de los elementos viene dado por el orden que aparecen en el fichero. No hace 
falta tener esa información en el modelo. 
 
 El actor pasa a tener diferentes tipos: Role, Position y Agent y se añaden diferentes 
relaciones entre ellos como Plays, Covers y Occupies. 
 
 Los actores pueden relacionarse con diferentes operaciones definidas en el framework 
i* como Is-A, Is-Part-Of, Instance-Of. Con los subactores creados de una relación Is-A 






















El modelo i* tiene actores, relaciones entre actores, elementos SR, relaciones entre elementos 
SR y dependencias entre todos ellos. 
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Los actores son de tipo Actor (Genérico), Rol, Posición y Agente.  
 
Un actor está relacionado con otro con relaciones Is-A, Is-Part-Of, Instance-Of, Plays, Covers y 
Occupies. Con los subactores creados de una relación Is-A puede aplicar operaciones de 
extend, redefine y refine de sus elementos SR. 
 
Un actor está compuesto por elementos SR y a su vez estos tienen links Means-End, 
Decomposition y Contributions hacia otros elementos SR.  
 
Las dependencias entre dependee, depender y dependum se muestra con una tabla ternaria 
que también almacena el atributo strength del dependee y depender para saber la fortaleza de 







Restricciones de integridad 
 
 
Restricciones de identificadores 
 
 Ri.1.1. No hay dos actores diferentes con el mismo identificador. 
 
 Ri.1.2. No hay dos dependums diferentes con el mismo identificador. 
 




Restricciones de actor 
 
 Ri.2.1. Todas las relaciones Decomposition deben ser entre dos elementos SR que 
pertenezcan al mismo actor. 
 
 Ri.2.2. Todas las relaciones Contribuition deben ser entre dos elementos SR que 
pertenezcan al mismo actor. 
 
 Ri.2.3. Todas las relaciones Means-End deben ser entre dos elementos SR que 
pertenezcan al mismo actor. 
 
 Ri.2.4. Todas las Relationship deben ser entre dos actores diferentes. 
 
 Ri.2.5. Todas las relaciones Instance deben ser entre dos actores diferentes.  
 
 
Restricciones elementos SR y dependencias 
 
 Ri.3.1. En un Link, los elementos SR deben ser diferentes. 
 
 Ri.3.2. En una dependencia, el dependee y el depender no pueden ser el mismo actor 







5.4 Modelo de comportamiento 
 
 
Una finalizada la especificación de los casos de uso y del modelo conceptual se pasa al 
modelo de comportamiento. El objetivo es listar de la manera más completa posible la 
interacción entre el usuario y el sistema. 
 
Para definir el modelo de comportamiento se utilizan los diagramas de secuencia y los 
contratos de las operaciones que intervienen. 
 
Con los diagramas se muestra la secuencia de eventos entre el actor y el sistema, de manera 
que se pueden identificar las operaciones del sistema y su orden. Se considera que el sistema 
engloba todos los objetos. 
 
Con los contratos, se especifica los cambios de estado de la información, junto con las salidas, 
la información que se retorna al usuario. De manera que en los contratos de las operaciones se 
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1. Visualización de modelos i* 
 
 






































































La vista del árbol del modelo i* pasa a ser Strategic Dependency donde sólo se muestran las 











La vista del árbol del modelo i* pasa a ser Strategic Dependency donde sólo se muestran las 
dependencias donde la dirección es del dependee (nodo padre) al depender (nodo hijo 
replicado). 
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2. Construcción de modelos i* 
 
 
2.1 Añadir un elemento al modelo i* 
 
 
2.1.1 Añadir un actor 
 
 

















createActor(name, type, description) 
Precondición 
Existe un modelo i* cargado 
Excepciones 
1. El nombre del actor debe estar informado. 
2. El tipo del actor debe estar informado. 









2.1.2 Añadir una relación entre actores 
 
 
2.1.2.1 Añadir una relación entre actores Plays 
 
 













1. Hay un modelo i* cargado. 














actorsList es la lista de actores del sistema donde se ha excluido el actor parentActor. 
Postcondición 
- 
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1. No hay seleccionado ningún actor de la lista. 
Salida 












Se crea una nueva relación entre actores en el sistema con el actor padre parentActor, el actor 





2.1.2.2 Añadir una relación entre actores Covers 
 
 








2.1.2.3 Añadir una relación entre actores Occupies 
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2.1.2.4 Añadir una relación entre actores Is-Part-Of 
 
 







2.1.2.5 Añadir una relación entre actores Instance-Of 
 
 









2.1.2.6 Añadir una relación entre actores Is-A 
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2.1.2.6.1 Añadir una relación Extend de un elemento intencional 
 
 















































srElementList es la lista de srElements que pertenecen al superactor parentActor del 








1. No hay seleccionado ningún elemento SR de la lista. 
Salida 




createSRElement(childActor, name, type, description):srElement 
Precondición 
1. childActor no puede estar vacío. 
Excepciones 
1. El nombre del elemento SR debe estar informado. 
2. El tipo del elemento SR debe estar informado. 
3. El nombre del elemento SR no está duplicado en otro actor del modelo. 
Salida 
srElement es un elemento  dentro del boundary del actor childActor  con nombre name, tipo 
type y descripción description. 
Postcondición 
Se crea un nuevo SR en el sistema con nombre name, tipo type y descripción description 
dentro del boundary del actor childActor. 
Contexto 
createIsAOperacion(childActor, parentSRElement, srElement, type) 
Precondición 
1. childActor no puede estar vacío. 
2. parentActor no puede estar vacío. 
3. srElement no puede estar vacío. 
4. type es EXTEND 
Excepciones 
No existe otro operacion con el mismo actor hijo childActor,  el mismo elemento SR padre 




Se crea en el sistema una nueva operacion Extend entre dos elementos SR 
(parentSRElement, childSRElement) del superactor y del subactor childActor. 
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2.1.2.6.2 Añadir una relación Redefine de un elemento intencional 
 
 









2.1.2.6.3 Añadir una relación Refine de un elemento intencional 
 
 





























srElementList es la lista de srElements que pertenecen al superactor parentActor del 








1. No hay seleccionado ningún elemento SR de la lista. 
Salida 




createSRElement(childActor, name, type, description):srElement 
Precondición 
1. childActor no puede estar vacío. 
Excepciones 
1. El nombre del elemento SR debe estar informado. 
2. El tipo del elemento SR debe estar informado. 
3. El nombre del elemento SR no está duplicado en otro actor del modelo. 
Salida 
srElement es un elemento  dentro del boundary del actor childActor  con nombre name, tipo 
type y descripción description. 
Postcondición 
Se crea un nuevo SR en el sistema con nombre name, tipo type y descripción description 
dentro del boundary del actor childActor. 
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2.1.3 Añadir un elemento SR 
 
 






















createSRElement(parentActor, name, type, description 
Precondición 
1. parentActor no puede estar vacío. 
Excepciones 
1. El nombre del elemento SR debe estar informado. 
2. El tipo del elemento SR debe estar informado. 
3. El nombre del elemento SR no está duplicado en otro elemento SR del mismo actor que 




Se crea un nuevo SR en el sistema con nombre name, tipo type y descripción description 





2.1.4 Añadir una relación entre elementos SR 
 
 
2.1.4.1 Añadir una relación Means-End entre elementos SR. 
 
 






















createSRElement(parentSRElement, name, type, description): srElement 
Precondición 
1. parentSRElement no puede estar vacío. 
Excepciones 
1. El nombre del elemento SR debe estar informado. 
2. El tipo del elemento SR debe estar informado. 
3. El nombre del elemento SR no está duplicado en otro elemento SR del mismo actor que 
tiene este elemento. 
Salida 
srElement es un elemento  dentro del boundary del actor childActor  con nombre name, tipo 
type y descripción description. 
Postcondición 
Se crea un nuevo SR en el sistema con nombre name, tipo type y descripción description 
dentro del boundary del actor parentActor. 
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2.1.4.2 Añadir una relación Decomposition entre elementos SR. 
 
 








createSRElementLink(parentSRElement, srElement, type) 
Precondición 
1. parentSRElement no puede estar vacío. 
2. srElement no puede estar vacío. 
3. type es MEANS_END 
Excepciones 
1. No existe otro link con el mismo elemento SR padre parentSRElement, elemento SR hijo 










2.1.4.3 Añadir una relación Contribution entre elementos SR. 
 
 




























srElementList es la lista de srElements posibles con los que se puede crear la contribución 
excluyendo el elemento SR parentSRElement. 
Postcondición 
- 
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1. No hay seleccionado ningún elemento SR de la lista. 
Salida 







2.1.5 Añadir una dependencia 
 
 




























dependeeList es la lista de dependees posibles con los que se puede crear la dependencia 
excluyendo el DependableNode depender. 
Postcondición 
- 
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1. No hay seleccionado ningún dependee de la lista. 
Salida 








1. El nombre del dependum debe estar informado. 
2. El tipo del dependum SR debe estar informado. 
3. El nombre del dependum no está duplicado en otro dependum del mismo actor que tiene 
este elemento. 
Salida 





createDependency(depender, dependee, dependum, dependerStrength, dependeeStrength) 
Precondición 
1. depender no puede estar vacío. 
2. dependee no puede estar vacío. 
3. dependum no puede estar vacío. 
4. dependerStrength no puede estar vacío. 
5. dependeeStrength no puede estar vacío. 
Excepciones 




Se crea en el sistema una nueva dependencia entre el depender, dependee, dependum, 





2.2 Editar un elemento de un modelo i* 
 
 
2.2.1 Editar un actor 
 
 




























formFields son los campos del dialogo de edición del actor cargados con los atributos de la 
instancia del actor. 
Postcondición 
- 
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1. El nombre del actor debe estar informado. 
2. El tipo del actor debe estar informado. 










2.2.2 Editar un elemento SR 
 
 




























formFields son los campos del dialogo de edición del elemento SR cargados con los atributos 
de la instancia del elemento SR. 
Postcondición 
- 
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1. El nombre del elemento SR debe estar informado. 
2. El tipo del elemento SR debe estar informado. 
3. El nombre del elemento SR no está duplicado en otro elemento SR del mismo actor que 




Se editan los atributos del elemento SR srElement con los campos del diálogo modificados 





2.2.3 Editar una dependencia 
 
 




























formFields son los campos del dialogo de edición de la dependencia cargados con los 
atributos de la instancia de la dependencia. 
Postcondición 
- 
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1. depender no puede estar vacío. 
2. dependee no puede estar vacío. 
3. dependum no puede estar vacío. 
4. dependerStrength no puede estar vacío. 




Se editan los atributos de la dependencia dependency con los campos del diálogo modificados 





2.3 Eliminar un elemento de un modelo i* 
 
 




































Se elimina el elemento element del modelo i* 
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2.4 Visualizar los atributos de un elemento i* 
 
 

























2.5 Mover la descomposición de los elementos 
 
 






























Se elimina el elemento de la descomposición childElement y se coloca en el “portapapeles”. 
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1. parentElement no puede estar vacío. 
2. childElement no puede estar vacío. 
Excepciones 
1. Si no hay un elemento en el “portapapeles” el sistema no hace nada. 
2. El sistema muestra un error si el elemento cortado no se puede insertar en la 




Se inserta el elemento cortado childElement del “portapapeles” en la descomposición del 





2.6 Ordenar los elementos de un modelo i* 
 
 
























1. element no puede estar vacío. 






Si el tipo es UP el elemento element sube una posición en la vista y el que estaba encima baja 
una posición y si el tipo es DOWN el elemento element baja una posición en la vista y el que 
estaba encima sube una posición. 
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2.7 Eliminar el contenido de un modelo i* 
 
 


























3. Acceso a los elementos del modelos i* 
 
 
3.1 Buscar un elemento 
 
 















1. Hay un modelo i* cargado. 
Excepciones 
1. name no está vacío. 
Salida 
found es cierto si existe un elemento element en el modelo con nombre name. En tal caso el 












Se selecciona el elemento element del modelo i*. 
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3.2 Ir directamente a un elemento a partir del link 
 
 



































4. Gestión de modelos i* 
 
 
4.1 Crear modelo i* 
 
 




















Se crea un nuevo modelo con el nombre name y la descripcion description. 
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4.2 Editar atributos del modelo i* 
 
 

























4.3 Salvar modelo i* 
 
 















1. El modelo cargado en el sistema es un modelo que no ha sido cargado/salvado en un 
fichero. 
Excepciones 
1. no ha sido seleccionado ningún fichero. 
Salida 












Se almacena en el fichero file el modelo i* con formato iStarML. 
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4.4 Cargar  modelo i* 
 
 












1. El modelo cargado en el sistema es un modelo que no ha sido cargado/salvado en un 
fichero. 
Excepciones 
1. no ha sido seleccionado ningun fichero. 
Salida 









































Se carga en el sistema el modelo i* que está dentro del fichero file. 
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4.5 Cerrar  modelo i* 
 
 














1. El modelo cargado en el sistema es un modelo que no ha sido cargado/salvado en un 
fichero. 
Excepciones 
2. no ha sido seleccionado ningun fichero. 
Salida 





























Se cierra el modelo i* del sistema. 
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En la etapa de diseño se aplican las diferentes técnicas y principios que permiten definir un 
sistema lo suficiente detallado para poderlo implementar. El diseño debe satisfacer la 
especificación y se ha de ajustar a la tecnología utilizada. 
 
Para ello, vamos a definir la arquitectura lógica del pfc. Ésta consiste en un conjunto de 
patrones y abstracciones coherentes que proporcionan el marco de referencia necesario para 
guiar la construcción del software para un sistema de información. 
 





6.1 ARQUITECTURA EXISTENTE 
 
 
La aplicación que había estaba desarrollada principalmente con el patrón MVC (Modelo – Vista 
- Controlador). El modelo estaba en la base de datos y el controlador accedia mediante 
llamadas SQL. Los datos extraídos de cada sentencia se guardaban en una lista de atributos 















Un requisito no funcional de la aplicación era cambiar la manera de hacer persistentes los 
datos. Substituir la base de datos por ficheros XML para simplicar la instalación del editor de 
modelos. El problema radica en el hecho que hay una alta dependencia de la arquitectura 







6.2 ARQUITECTURA PROPUESTA 
 
 
La aquitectura que propone este PFC es utilizar una arquitectura en capas para separar la 
presentación, el dominio y la persistencia, hecho que potenciará la cambiabilidad, el 
acoplamiento bajo, la portabilidad y la reusabilidad, mejorando los problemas de dependencia 
de la versión anterior. En cambio, al separar por capas, perjudicarà la eficiencia. 
 
La arquitectura en 3 capas separa lógicamente y en algunos casos físicamente, los aspectos 
de presentación de la aplicación (interfaz de usuario), la lógica del negocios (automatización 











 La capa de presentación es la encargada de manejar la interfaz del usuario, 
controlando la captura y presentación de los datos y recibiendo los eventos accionados 
por lo usuarios a través de la interfaz. Esta capa se comunica únicamente con la capa 
de lógica de negocios. 
 
 La capa de dominio tiene la responsabilidad de manejar la funcionalidad del sistema, 
implementando a través de objetos de negocio (programas) las reglas de negocio que 
deben cumplirse. Esta capa se comunica con la capa de presentación para recibir 
solicitudes y presentar resultados y con la capa de datos, para solicitar al sistema de 
archivos o la base de datos que almacene o recupere datos. 
 
 La capa de datos (llamada en algunos casos capa de persistencia) es la responsable 
del almacenamiento y recuperación de los datos. Se comunica únicamente con la capa 
de lógica de negocios. 
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6.2.1 Capa de presentación 
 
 
La capa de presentación es la que ve el usuario (también se la denomina "capa de usuario"), 
presenta el sistema al usuario, le comunica la información y captura la información del usuario 
en un mínimo de proceso (realiza un filtrado previo para comprobar que no hay errores de 
formato). Esta capa se comunica únicamente con la capa de negocio. También es conocida 
como interfaz gráfica y debe tener la característica de ser "amigable" (entendible y fácil de usar) 







El patrón que se ha utilizado en la capa de presentación és el MVC (Modelo-Vista-Controlador). 
Es un estilo de arquitectura de software que separa los datos de una aplicación, la interfaz de 
usuario, y la lógica de control en tres componentes distintos. El estilo de llamada y retorno MVC 
(según CMU), se ve frecuentemente en aplicaciones web, donde la vista es la página HTML y 
el código que provee de datos dinámicos a la página. El modelo es el Sistema de Gestión de 
Base de Datos y la Lógica de negocio, y el controlador es el responsable de recibir los eventos 
de entrada desde la vista. 
 
 
 Modelo. Esta es la representación específica de la información con la cual el sistema 
opera. En resumen, el modelo se limita a lo relativo de la vista y 
su controlador facilitando las presentaciones visuales complejas. El sistema también 
puede operar con más datos no relativos a la presentación, haciendo uso integrado de 
otras lógicas de negocio y de datos afines con el sistema modelado. 
 
 Vista. Este presenta el modelo en un formato adecuado para interactuar, usualmente 
la interfaz de usuario. 
 
 
 Controlador. Este responde a eventos, usualmente acciones del usuario, e invoca 







- Encapsula el estado de la aplicación
- Responde a las consultas de estado
- Expone la funcionalidad de la aplicación
- Notifica los cambios de las vistas
Vista
- Representa gráficamente el modelo
- Peticiones de actualizacion del modelo
- Envia las peticiones del usuario al controlador.
- Permite que el controlador seleccione una 
vista
Controlador
- Define el comportamiento de la aplicación
- Mapea las acciones del usuario a 
actualizaciones del modelo
- Selecciona la vista que se cargará












Aunque se pueden encontrar diferentes implementaciones de MVC, el flujo que sigue el control 
generalmente es el siguiente: 
 
 
1. El usuario interactúa con la interfaz de usuario de alguna forma (por ejemplo, el 
usuario pulsa un botón, enlace, etc.). 
 
2. El controlador recibe (por parte de los objetos de la interfaz-vista) la notificación de 
la acción solicitada por el usuario. El controlador gestiona el evento que llega, 
frecuentemente a través de un gestor de eventos (handler) o callback. 
 
 
3. El controlador accede al modelo, actualizándolo, posiblemente modificándolo de 
forma adecuada a la acción solicitada por el usuario (por ejemplo, el controlador 
actualiza el carro de la compra del usuario). Los controladores complejos están a 
menudo estructurados usando un patrón de comando que encapsula las acciones 
y simplifica su extensión. 
 
4. El controlador delega a los objetos de la vista la tarea de desplegar la interfaz de 
usuario. La vista obtiene sus datos del modelo para generar la interfaz apropiada 
para el usuario donde se refleja los cambios en el modelo (por ejemplo, produce 
un listado del contenido del carro de la compra). El modelo no debe tener 
conocimiento directo sobre la vista. Sin embargo, se podría utilizar el 
patrón Observador para proveer cierta indirección entre el modelo y la vista, 
permitiendo al modelo notificar a los interesados de cualquier cambio. Un objeto 
vista puede registrarse con el modelo y esperar a los cambios, pero aun así el 
modelo en sí mismo sigue sin saber nada de la vista. El controlador no pasa 
objetos de dominio (el modelo) a la vista aunque puede dar la orden a la vista para 
que se actualice. Nota: En algunas implementaciones la vista no tiene acceso 
directo al modelo, dejando que el controlador envíe los datos del modelo a la vista. 
 
 




El problema que existe en el diagrama anterior, es el acoplamiento del Modelo y de la Vista. La 
vista necesita saber como son los datos que se cargan en ella, por lo tanto, necesita conocer el 
modelo. El modelo, en la arquitectura en tres capas estarà en la capa de negocio. La solución 
es aplicar el patron Vista Pasiva.  
 
La vista pasiva permite delegar en el controlador la tareas notificación y consulta con el 
modelo.  
 
El controlador es el componente encargado de “presentar” las acciones del usuario al sistema y 
obtener la respuesta del mismo. 
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- Encapsula el estado de la aplicación
- Responde a las consultas de estado
- Expone la funcionalidad de la aplicación
- Notifica los cambios de las vistas
Vista
- Representa gráficamente el modelo
- Peticiones de actualizacion del modelo
- Envia las peticiones del usuario al controlador.
- Permite que el controlador seleccione una 
vista
Controlador
- Define el comportamiento de la aplicación
- Mapea las acciones del usuario a 
actualizaciones del modelo
- Selecciona la vista que se cargará
- Permite controlar la selección de una vista
Consulta/Modificación




El controlador se ubica entre la vista y el modelo, y actúa de la siguiente manera: 
1. Recibe datos de la vista 
2. Convierte los datos de la vista en acciones que se ejecutan contra el sistema. Con la 
respuesta del sistema, actualiza los datos de la vista. 
Las acciones del usuario que requieran navegación a otra vista, deberán ser delegadas en el 
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La capa de presentación es la interfaz que tiene el usuario para comunicarse con el sistema.  
 
El usuario verá dos vistas principales que le informarán del estado del modelo i*. Una vista para 
de todos los elementos del diagrama colocados en un árbol de componentes y la una vista que 
contendrà las estadísticas, como por ejemplo, el numero de dependencias de entrada/salida 
que contiene un actor o la complejidad de los elementos intencionales que lo forman. 
 
Estas vistas estaran gestionadas por un controlador que tendrá los mismos métodos de gestión 
de la capa de dominio pero destinados a sólamente interaccionar con la capa de presentacion. 
Es decir, si creo un actor “Agente” en la capa de dominio, la capa de presentacion necesitará 
un método para crear el nodo visual en la capa de presentación.  
 
Cada una de las funcionalidades que se describen en los casos de uso requieren de como 





6.2.2 Capa de dominio 
 
 
La capa de dominio es el componente del sistema encargado de recibir eventos, controlar la 
validez de los datos, comunicar los resultados a la capa de presentación e interactuar con la 
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Este es el modelo conceptual normalizado. Algunas variaciones respecto al de la especificación 
es que se han añadido Covers, Plays y Occupies como subclases de Relationship. Además se 
han añadido varios controladores: 
 
 CtrlDomain. Controlador de dominio. Aglutina todas las funcionalidades de la capa de 
dominio y es el encargado de comunicarse con la capa de presentacion y con la capa 
de datos. 
 
 CtrlConfiguration. Contiene métodos para extraer propiedades del fichero de 
configuración. Por ejemplo, permite obtener los tipos de vulnerabilidad de una 
dependencia definidas en el fichero de configuracion. 
 
 CtrlPermissions. Contiene métodos para extraer las restricciones que hay en el editor 
i*. Por ejemplo, las restricciones al crear una relacion instance-of entre actores, 




Contratro de las operaciones 
 
 
Una vez tenemos el model conceptual normalizado, se trata de añadir las operaciones, las 
restricciones de integridad que no se estaban tratando, pero que en el diseño si que han de 
tener en cuenta, por que en la especificacion eran explícitas en el modelo conceptual de datos. 
Los contratos de las operaciones de consulta, no las afecta la normalización. En los siguientes 









CapaDeDomini::createIModel(name, description, externalProperties): IModel 
Precondición 
1. no existe un IModel  creado. (Capa de presentación) 




IModel es un nuevo modelo i* con nombre name, descripcion description y la lista de 
propiedades externas como externalProperties. 
Postcondición 
Se instancia en el sistema un nuevo IModel con nombre name, descripcion description y la 
lista de propiedades externas como externalProperties.  
Contexto 
CapaDeDomini::editIModel(name, description, externalProperties) 
Precondición 
1. Existe un IModel  creado. (Capa de presentación) 















Se modifican los atributos del IModel existente con nombre name, descripcion description y la 
























1. No existe un modelo creado (Capa de presentación) 




Cierto si el modelo ha sido cargado con éxito, Falso si todo lo contrario 
Postcondición 




1. Existe un modelo creado (Capa de presentación) 




Cierto si el modelo ha sido salvado con éxito, Falso si todo lo contrario 
Postcondición 




1. Existe un modelo creado (Capa de presentación) 
2. file no puede estar vacío (Capa de presentación) 
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Cierto si el modelo ha sido salvado con éxito, Falso si todo lo contrario 
Postcondición 
Se salva en el fichero file el modelo i*. 
Contexto 
CapaDeDomini::createActor(idModel, name, type, description, externalProperties) 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. idModel no puede estar vacío (Capa de presentación) 
3. name no puede estar vacío. (Capa de presentación) 
4. type no puede estar vacío y es GENERIC, AGENT, ROL O POSITION. (Capa de 
presentación). 






Se crea un nuevo actor con nombre name, tipo type y la lista de propiedades externas como 
externalProperties asociado al modelo con id idModel. 
Contexto 
CapaDeDomini::editActor(actor, name, type, description, externalProperties) 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. actor no puede estar vacío (Capa de presentación) 
3. name no puede estar vacío. (Capa de presentación) 
4. type no puede estar vacío y es GENERIC, AGENT, ROL O POSITION. (Capa de 
presentación). 






Se modifican los atributos del Actor actor con nombre name, tipo type y la lista de propiedades 




1. Existe un modelo creado (Capa de presentación) 
























1. Existe un modelo creado (Capa de presentación) 


















CapaDeDomini::createActorRelation(idActorParent, idActorChild, relationType):relationShip 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. idActorParent es el identificador de un actor existente en el modelo  (Capa de presentación) 
3. idActorChild es el identificador de un actor existente en el modelo  (Capa de presentación) 
4. type no puede estar vacío y es IS_A, INSTANCE_OF, IS_PART_OF, PLAYS, COVERS, 
OCCUPIES. (Capa de presentación). 
5. El idActorParent y el idActorChild no pueden ser el mismo ni pueden estar enotra relación 




relationShip es una subclase de Relationship que depende del tipo seleccionado asociado al 
actor con id idActorParent y idChildParent. 
Postcondición 
Se crea un nueva Relationship que es una subclase de Relationship que depende del tipo 
seleccionado asociado al actor con id idActorParent y idChildParent. 
Contexto 
CapaDeDomini::createIsAOperacion(idChildActor, idParentSRElement, name, operationType, 
description, externalProperties):link 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
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Operaciones de elementos SR 
 
 
2. idChildActor es el identificador de un actor existente en el modelo sobre el que se ha hecho 
una operacion IS_A  (Capa de presentación) 
3. idParentSRElement es el identificador de un elemento SR existente en el modelo  (Capa de 
presentación) 
4. operationType no puede estar vacío y es EXTEND, REDEFINE, REFINE. (Capa de 
presentación). 
5. No puede existir una operación entre el actor identificado por idChildActor, el elemento SR 




link es una relación entre elementos SR subclase de Link con el actor  identificado por 
idChildActor, el elemento SR identificado por idParentSRElement y el nombre del elemento SR 
name. 
Postcondición 
Se crea una relación entre elementos SR subclase de Link con el actor identificado por 
idChildActor, el elemento SR identificado por idParentSRElement y el nombre del elemento SR 
name, el tipo type y las propiedades externas como externalProperties. 
Contexto 
CapaDeDomini::createRootSRElement(idActor, name, type, externalProperties):elementoSR 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. idActor es el identificador de un actor existente en el modelo  (Capa de presentación) 
3. name no puede estar vacío. (Capa de presentación) 
4. type no puede estar vacío y es GOAL, SOFTGOAL, TASK O RESOURCE. (Capa de 
presentación). 





elementoSR es un SRElement del modelo i* con nombre name, tipo type y la lista de 
propiedades externas como externalProperties asociado al actor con id idActor. 
Postcondición 
Se crea un nuevo SRElement con nombre name, tipo type y la lista de propiedades externas 
como externalProperties asociado al actor con id idActor. 
Contexto 
CapaDeDomini::editSRElement(SRElement, name, type, externalProperties) 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. Actor no puede estar vacío. (Capa de presentación) 
3. name no puede estar vacío. (Capa de presentación) 
4. type no puede estar vacío y es GOAL, SOFTGOAL, TASK O RESOURCE. (Capa de 
presentación). 


















Se modifican los atributos del SRElement srElement con nombre name, tipo type y la lista de 




1. Existe un modelo creado (Capa de presentación) 











1. Existe un modelo creado (Capa de presentación) 










1. Existe un modelo creado (Capa de presentación) 




srElementList es la lista de elementos SR asociados al Actor actor donde se ha excluido la 
lista de elementos SR excluded. 
Postcondición 
- 
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CapaDeDomini::createSRElement(idSRElement, name, type, externalProperties):elementoSR 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. idSRElement es el identificador de un SRElement existente en el modelo  (Capa de 
presentación) 
3. name no puede estar vacío. (Capa de presentación) 
4. type no puede estar vacío y es GOAL, SOFTGOAL, TASK O RESOURCE. (Capa de 
presentación). 





elementoSR es un SRElement del modelo i* con nombre name, tipo type y la lista de 
propiedades externas como externalProperties asociado mediante un nuevo link MeansEnd al 
elemento SR con id  idSRElement. 
Postcondición 
Se crea un nuevo SRElement con nombre name, tipo type y la lista de propiedades externas 
como externalProperties  asociado mediante un nuevo link MeansEnd al elemento SR con id  
idSRElement. 
Contexto 
CapaDeDomini::createDecompositionSRElement(idSRElement, name, type, 
externalProperties):elementoSR 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. idSRElement es el identificador de un SRElement existente en el modelo  (Capa de 
presentación) 
3. name no puede estar vacío. (Capa de presentación) 
4. type no puede estar vacío y es GOAL, SOFTGOAL, TASK O RESOURCE. (Capa de 
presentación). 





elementoSR es un SRElement del modelo i* con nombre name, tipo type y la lista de 
propiedades externas como externalProperties asociado mediante un nuevo link 
Decomposition al elemento SR con id  idSRElement. 
Postcondición 
Se crea un nuevo SRElement con nombre name, tipo type y la lista de propiedades externas 
como externalProperties  asociado mediante un nuevo link Decomposition al elemento SR con 





1. Existe un modelo creado (Capa de presentación) 
2. idSRElementParent es el identificador de un SRElement existente en el modelo  (Capa de 
presentación) 






Operaciones de dependencia 
 
presentación) 
4. idSRElementParent y idSRElementChild no pueden ser iguales. (Capa de presentación). 





Link es un link de tipo contribution entre dos elementos SR identificados con 
idSRElementParent y idSRElementChild y tipo contributionType. 
Postcondición 
Se crea un nuevo link de tipo Contribution entre dos elementos SR identificados con 




1. Existe un modelo creado (Capa de presentación) 
2. parentName no puede estar vacío (Capa de presentación) 




Cierto si existe un Link en el modelo i* con nombre del elemento SR padre parentName y 




CapaDeDomini::createDependencyLink(idDepender, dependerStrength,  
idDependeeActor, idDependeeSRElement, dependeeStrength, 
idDependum, dependumName, dependumType, dependumDescription, 
dependumExternalProperties): Dependency 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. idDepender es el identificador de un DependableNode existente en el modelo  (Capa de 
presentación) 
3. dependerStrength no puede estar vacío (Capa de presentacion) 
4. idDependeeActor es el identificador de un Actor existente en el modelo  (Capa de 
presentación) 
5. dependeeStrength no puede estar vacío (Capa de presentacion) 
6. Si idDependum está vacío es una dependum nueva y el dependumName y el 
dependumType no pueden estar vacios. 
7. No puede haber ninguna dependencia con el mismo depender, depende y el dependum 




dependency es una Dependencia del modelo i* asociado al depender idDepender, al depende 
idDependeeActor en caso de sea actor o idDependeeActor y idDependeeSRElement en caso 
de sea SRElement y al Dependum idDependum o a un dependum nuevo con nombre name, 
tipo type y propiedades externas como externalProperties. 
Postcondición 
Se crea un  nueva Dependencia del modelo i* asociado al depender idDepender, al depende 
idDependeeActor en caso de sea actor o idDependeeActor y idDependeeSRElement en caso 
de sea SRElement y al Dependum idDependum o a un dependum nuevo con nombre name, 
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tipo type y propiedades externas como externalProperties. 
Contexto 
CapaDeDomini::editDependencyLink(dependency, idDepender, dependerStrength,  
idDependeeActor, idDependeeSRElement, dependeeStrength, 
idDependum, dependumName, dependumType, dependumDescription, 
dependumExternalProperties): Dependency 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. dependency no puede estar vacío (Capa de presentación) 
3. idDepender es el identificador de un DependableNode existente en el modelo  (Capa de 
presentación) 
4. dependerStrength no puede estar vacío (Capa de presentacion) 
5. idDependeeActor es el identificador de un Actor existente en el modelo  (Capa de 
presentación) 
6. dependeeStrength no puede estar vacío (Capa de presentacion) 
7. Si idDependum está vacío es una dependum nueva y el dependumName y el 
dependumType no pueden estar vacios. 
8. No puede haber ninguna dependencia con el mismo depender, depende y el dependum 






Se modifica la Dependencia dependency del modelo i* asociado al depender idDepender, al 
depende idDependeeActor en caso de sea actor o idDependeeActor y idDependeeSRElement 
en caso de sea SRElement y al Dependum idDependum o a un dependum nuevo con nombre 
name, tipo type y propiedades externas como externalProperties. 
Contexto 
CapaDeDomini::loadDependencyLink(idDepender, idDependee, idDependum):dependency 
Precondición 
1. Existe un modelo creado (Capa de presentación) 
2. idDepender no puede estar vacío (Capa de dominio) 
3. idDependee no puede estar vacío (Capa de dominio) 




dependency es una Dependency del modelo i* con depender identificado por idDepender,  
dependee identificado por idDependee y dependum identificado por idDependum, en caso de 







1. Existe un modelo creado (Capa de presentación) 
2. dependerName no puede estar vacío (Capa de presentación) 
3. dependeeName no puede estar vacío (Capa de presentación) 
















6.2.3 Capa de datos 
 
 
La capa de datos se encarga de recibir la información tratada del dominio. Después la 
transmite, al sistema de gestión de ficheros o al sistema de gestión de bases de datos, y esta 
almacena de manera persistente los datos. 
 
En esta aplicación no tenemos base de datos. Los datos se hacen persistentes salvandolos en 





Cierto si existe una Dependency en el modelo i* con nombre del depender dependerName,  







1. Existe un modelo creado (Capa de presentación) 






Se elimina el elemento del modelo identificado con idElement. 
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La capa de datos está diseñada de la siguiente manera: 
 
Para cada clase concreta del modelo existe una réplica en la capa de datos con un load y un 
save. Esto hace que si algun dia cambiase el modo en que se hacen persistentes los datos 
sólo se tendría que cambiar el contenido de dichos métodos.  
 
La funcionalidad de todas las clases estan agrupadas en los métodos saveDocument y 
loadDocument en el controlador de la capa de datos. La funcionalidad de la capa de datos sólo 
guarda y carga los datos a fichero iStarML.  
 
Algunas responsabilidades que tenía esta capa antes, al tener base de datos, han pasado a la 











El lenguaje i* no es un framework totalmente cerrado, es decir, es un lenguaje que no está 
normalizado y existen varias sintaxis. Así pues, era necesario hacer flexible algunas 
características del editor de modelos. Se ha optado por crear un fichero de configuración 






El archivo de configuración tambien salva el lenguaje de datos que se verá el editor. Todas los 
literales que aparecen en la aplicación estan almacenados en un fichero lang_X.properties 
donde X seria el lenguaje. 
 
 
Los ficheros de lenguaje y configuración son independientes al ejecutable, es decir, no es 
necesario generar un nuevo ejecutable si se cambia de idioma o se modifica una propiedad del 





6.2.5 Componentes reutilizados 
 
 
Para poder realizar la reingeniería de la aplicación se han reutilizado componentes genéricos y 
ventanas de diálogo para así reaprovechar el máximo de código de la versión anterior. 
 
Ventanas de diálogo 
 
Los controles de los diálogos se han aprovechado, aunque se ha cambiado ligeramente la 
posición o se han incluido nuevas funcionalidades no implementadas en el proyecto anterior. 
 
Un ejemplo sería el diálogo de creación de un nuevo modelo i*, donde podemos obsevar que la 
ventana dispone de los mismos componentes como el nombre, la descripción, aceptar y 
cancelar. Sólo hay cambios en la disposición de dichos elementos y en un componente de 
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pestañas necesario para añadir otras propiedades no tipificadas. Esto permitiria añadir 













Componente del arbol de visualización 
 
Este componente, que está formado por diferentes clases, tiene origen en la primera versión de 
la aplicación. El componente fue el trabajo de una beca realizado por el grupo de investigación 
GESSI  desarrollado por Xavi López. Este componente está hecho en Swing, por lo que ha 
tenido que ser adaptado para trabajar en una aplicación hecha con JFace y SWT. 
 
El componente está formado por un arbol de nodos que nos permiten visualizar el conjunto de 
elementos que componen el modelo, y una ventana html para ver la información del 
componente que está seleccionado. 
 
Tal como pasaba con los diálogos, la base ha sido aprovechada, pero se han cambiado 
aspectos visuales como los iconos, la ubicación de estos y los menus que aparecen al clickar 
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Las pruebas del sistema son las que permiten comprobar la calidad del software resultante, 
pudiendo identificar, no sólo posibles errores de implementación, sino también de diseño o 
incluso especificación. 
 
El proceso de pruebas o testing es un paso muy importante y necesario para cualquier 
proyecto informático. Se debe realizar de una manera intensiva para detectar el máximo 
número de errores posibles, aunque no existe ningún sistema capaz de comprobar que no 
existen más. 
 
Las pruebas se han realizado a medida que se ha finalizado cada caso de uso para comprobar  
que el comportamiento era satisfactorio. 
 
Una vez finalizada la implementación de todos los casos de uso se han vuelto a realizar las 








Periódicamente, se ha enviado una versión al cliente (Lidia López) para poder verificar que el 
producto es el esperado. Aquí se muestran las primeras 10 incidencias encontradas con sus 







Incidencia 1 Prioridad Alta 
Casos de uso 2.1.4.1 - Añadir una relación Is-Part-Of entre actores  
2.1.2.6 - Añadir una relación Is-A entre actores  
 
Descripción 
Al crear un link Is-A de un actor genérico, el actor que se crea sólo puede ser genérico. Pasa 
lo mismo con el link Is-Part-Of. 
Resolución 
Se ha cambiado el fichero de configuración para sólo permitir que las relaciones Is-A y Is-Part-
Of se hagan entre actores del mismo tipo. 
Incidencia 2 Prioridad Baja 
Casos de uso 4.4 - Cargar modelo i* 
 
Descripción 
La aplicación, aparte de dar la posibilidad de leer archivos .istarml, también debe poder leer 
.xml.  
Resolución 














Incidencia 3 Prioridad Media 
Casos de uso 4.4 - Cargar modelo i* 
 
Descripción 
Al cargar un modelo i*, las fechas de creación de las relaciones entre elementos 
<ielementLinks> eran unas y al salvarlo se han actualizado a la fecha actual.  
Resolución 
Se ha solucionado para no modificar las fechas de los links tal como ya se hacía para el resto 
de elementos del modelo. 
Incidencia 4 Prioridad Media 
Casos de uso 4.4 - Cargar modelo i* 
 
Descripción 
Al cargar un modelo i*, no notifica los errores. Si no lee algún elemento debe decir, a ser 
posible, la razón: 
a) Elemento desconocido 
b) Combinación no permitida (fichero de configuración)  
Resolución 
Se ha creado una nueva pantalla que se muestra en el caso de que no se haya podido leer un 
elemento del fichero o tenga una combinación no permitida por el fichero de configuración. La 
pantalla da la posibilidad de exportar los errores a un fichero de texto. 
Incidencia 5 Prioridad Baja 




No existe la posibilidad de eliminar una relación entre actores  
Resolución 
Se ha añadido la funcionalidad para borrar relaciones entre actores. 
Incidencia 6 Prioridad Baja 




Al crear una dependencia, si no se informa la fortaleza entre alguno de sus componentes, el 
programa no muestra un mesaje de error.  
Resolución 
Se ha introducido un mensaje de error cuando no se informe de algún parámetro obligatorio en 
la creación de una dependencia. 
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Incidencia 7 Prioridad Baja 




El editor no permite crear una dependencia entre dos elementos intencionales.  
Resolución 
Se ha corregido el mal funcionamiento para permitir una dependencia entre dos elementos 
intencionales. 
Incidencia 8 Prioridad Baja 
Casos de uso 4.3 - Salvar modelo i* 
 
Descripción 
Al salvar un modelo i* falta incluir en el fichero la versión de la librería istarml que se está 
utilizando.  
Resolución 
Se ha añadido la version="1.0" al tag istarml. 
Incidencia 9 Prioridad Media 




Al editar un elemento intencional, no se puede cambiar el tipo y debería en caso de que no 
tenga elementos intencionales hijos. 
Resolución 
Se ha corregido para poder editar el tipo de un elemento intencional en caso de que no tenga 
hijos. 
Incidencia 10 Prioridad Media 
Casos de uso 2.1.2.6.1 - Añadir una relación Extend de un elemento intencional. 
2.1.2.6.2 - Añadir una relación Redefine de un elemento intencional. 
2.1.2.6.3 - Añadir una relación Refine de un elemento intencional. 
 
Descripción 
Al hacer una extensión de un elemento sin hijos en el superactor, el elemento extendido se ha 
creado dos veces. También pasa al hacer un refinamiento y una refinición. 
Resolución 
Se ha corregido el mal funcionamiento. 




8. PLANIFICACIÓN Y COSTES 
 
 
Para poder desarrollar un proyecto es importante su planificación. Con ella se intenta estimar, 
de la manera más aproximada posible debido a las limitaciones que hay, el tiempo que se 
necesita para conseguir unos objetivos con unos recursos concretos. 
 
A la hora de planificar se tiene en cuenta todas las tareas que se han de realizar. Es 
interesante subdividir las tareas para poder definir, de la manera más exacta posible, el tiempo 









A continuación, se presentan las planificaciones inicial y final de forma conjunta, aunque se han 
realizado por separado (una al principio del proyecto y otra al acabarlo), para poder contrastar 
las diferencias entre las dos. 
 
En principio, la idea era comenzar el desarrollo del proyecto en un cuatrimestre y después, en 
la medida que se fuera llevando a cabo, matricularlo para presentarlo el cuatrimestre que viene, 
es decir, realizarlo en un cuatrimestre y medio académico porque por motivos laborales me era 
difícil realizarlo en un cuatrimestre. 
 
La organización temporal se puede clasificar en tres grandes bloques: 
 
- Formación: Periodo inicial en el me tuve que familiarizar con el framework i*, las 
tecnologías del proyecto anterior como eclipse RCP, SWT y JFace e investigar el 
patrón MVC y la arquitectura en tres capas. 
 
- Análisis: Periodo en el cual me instalé la herramienta e hice un análisis de la 
complejidad de la reingeniería, viendo que casos de uso se verían afectados y que 
componentes se reutilizarían. 
 
- Implementación: Este es el último punto y más extenso bloque. En él está la 
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Aprendizaje Framework i* 8 8 0 
Investigación MVC y arquitectura 3 capas 20 20 0 
Instalación JPRIM 2.0 2 2 0 
Análisis JPRIM 2.0 8 8 0 
Modelo conceptual de datos 10 10 0 
Aprendizaje Eclipse RCP, SWT, Jface y 
ccistarml 
30 40 10 
Construcción de modelos i* 180 300 120 
Gestión de modelos i* 20 80 60 
Acceso de modelos i* 20 40 20 
Visualización de modelos i* 20 40 20 
Pruebas 20 40 20 
Memoria 80 80 0 





Tal como se puede apreciar en la tabla, el número real de horas es claramente superior al 
planteado. A parte de las pequeñas variaciones que se pueden percibir en la mayoría de las 
tareas, la diferencia principal radica en la implementación de la herramienta. 
 
La diferencia más significativa son las horas en la construcción y en la gestión de modelos. El 
motivo principal es que toda la lógica del dominio estaba hecha con sentencias de base datos y 
ésta se ha tenido que traducir aplicando iteradores, tablas de hash y algoritmos recursivos para 
tratar con esta estructura arbórea. 
 
El otro motivo seria la utilización de la librería ccistarml. Esta librería facilita mucho la tarea de 
salvar un modelo i* a un fichero xml pero no la carga de datos. Además, se especificó que en 
esta versión el editor debía poder cargar ficheros generados por otras aplicaciones que 
manipulen ficheros i*. En el caso que no se pudiera leer algún elemento o no fuese compatible 
con el fichero de configuración, debía mostrarse una pantalla con el conjunto de errores 
encontrados y permitir exportarlos a un fichero de texto plano. 
 
De acuerdo con lo que se ha explicado, se muestra el diagrama de Gantt correspondientes a 
cada planificación.  
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8.2 Costes económicos 
 
 
El objetivo de este punto es ver cuánto costaría desarrollar este proyecto en un entorno real. 
Para eso, de deben tener en cuenta conceptos como los recursos de hardware, recursos de 









Portatil DELL Inspiron 1501 
AMD Turion 64 X2 1.80 GHz 
2GB de RAM 
120 GB de HD 
Total: 649€ 










Windows Vista x64 0 € (acuerdo MSDNAA con la FIB) 
Java SDK 6 0 € (Software Libre) 
Eclipse SDK 3.5.2 0 € (Software Libre) 
Microsoft Office 2003 179€ 






1.1.3 Coste en recursos humanos 
 
 
Fase del proyecto Rol Precio/Hora Horas Total 
Gestión del proyecto Jefe de proyecto 50€ 20 1000€ 
Análisis de 
requerimientos 
Analista 35€ 40 1400€ 
Especificación Analista 35€ 68 2380€ 
Diseño Analista 35€ 70 2450€ 
Implementación Programador 18€ 350 6300€ 
Pruebas Analista 35€ 40 1400€ 
Documentación Analista 35€ 80 2800€ 








1.1.4 Coste final 
 
 





Coste harware 324€ 
Coste Software 179€ 
Coste en recursos humanos 17730€ 
Total 18233€ 
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9. Trabajos Futuros 
 
 
Herencia entre dependencias 
 
Las operaciones de herencia que permite hacer el editor se limitan solo a actores y elementos 
intencionales. También se podrían añadir operaciones de herencia para realizar operaciones 
de refinamiento sobre las dependencias.  
 
 
Pantalla de configuración 
 
Esta versión incluye un archivo de configuración para cambiar las opciones del editor de 
modelos i*. Sería muy práctico de cara al usuario final posibilitarle cambiar estas opciones 
como el lenguaje de la aplicación o las relaciones que puede crear de un nuevo diálogo des del 
menú de la aplicación. 
 
 
Visualización gráfica de modelos i* 
 
Actualmente, la aplicación muestra los modelos i* en forma de árbol reutilizando un 
componente de otro proyecto de final de carrera y en la parte derecha se muestran las 
estadísticas del modelo conforme se va confeccionando. 
Sería interesante añadir un editor gráfico que permitiera al usuario manipular el modelo desde 








Después de más de un año de trabajo, toca hacer una autoevaluación de lo que ha sido este 
proyecto. La verdad es que des de siempre me ha interesado la arquitectura de la aplicaciones, 
el modo en cómo están hechas y los patrones que utilizan. Este proyecto, mediante la 
reingeniería, me ha permitido analizar una aplicación existente y buscar soluciones para 
satisfacer los nuevos requisitos del editor. 
 
Cuando estás en el mundo laboral, solamente puedes ver una o dos fases del desarrollo del 
software que son en las estás trabajando. Este proyecto me ha permitido ver todas las fases de 
la construcción del software y a la vez, aplicar los conocimientos que se van adquiriendo en el 
transcurso de la carrera. 
 
Una vez finalizado el proyecto puedo decir que el resultado del mismo ha sido positivo en la 
mayoría de los aspectos, he conseguido profundizar en temas que eran totalmente 
desconocidos para mí, he adquirido experiencia en tecnologías que desconocía y además he 
superado los problemas que han ido surgiendo. 
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12.1   Manual de usuario 
 
 
Este capítulo es una pequeña guía de usuario que muestra el funcionamiento de la nueva 











La pantalla principal está formada por dos vistas. A la izquierda está la vista explorador, que 
muestra la estructura del modelo i* en forma de árbol. A la derecha está la vista de 
estadísticas, que nos informará de los actores que tiene el modelo, dependencias entrantes y 
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La vista explorador muestra la estructura del modelo i*. En la figura posterior se puede ver un 
modelo cargado en la vista. Cada uno de los elementos que forma el árbol tiene asociado un 
menú contextual que se muestra al clicar con el botón derecho del ratón. El menú contextual 
dependerá del tipo de elemento. Por ejemplo, a un actor se le puede añadir una relación entre 
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Permite al usuario buscar un elemento dentro del  
 
Este botón proporciona distintos enfoques al usuario. 
 
- Si el modelo está en SR (Strategic Rationale), el usuario podrá visualizar 
todos los elementos del modelo. 
 
- Si el modelo está en SD (Strategic Dependency), el usuario verá las 
dependencias entrantes y salientes que hay en el modelo. 
 




Permite expandir los nodos del árbol. 
 
Contrae los nodos del árbol. 
 
En caso de que se pueda mover el elemento (sólo actores y elementos intencionales), 
sube una posición el elemento. Si está arriba de todo del nivel no hace nada. 
 
En caso de que se pueda mover el modelo, baja una posición el elemento. Si está 










Esta vista permite ver al usuario cuantos elementos tiene cada actor, el numero de 
dependencias de entrada y salida, los elementos intencionales de cada actor, el número de link 
que tiene y los elementos intencionales principales y compartidos. 
 
 
En la parte inferior disponemos de dos gráficos. El primero es un diagrama de barras que 
muestra el número de dependencias de entrada y salida. El segundo muestra la complejidad de 
cada actor. La complejidad es el número de elementos intencionales más el número de links 
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La aplicación dispone de dos menús: el menú principal y el de la barra de tareas. Cada uno de 
los cuales permite gestionar los modelos i*. A continuación se explican las diferentes opciones. 
 
 
Menú File  
Open 
Abre una ventana de diálogo que permite 
seleccionar fichero del tipo istarml y cargarlo 
en el editor. 
Save…  
 




Tanto si ha sido guardado como si no, abre 
un ventana de dialogo permitiendo indicar al 
usuario donde se salvará el fichero. 
Exit 
 




Menú Model  
New… Permite crear un nuevo modelo i*. 
Clear 
 




Cierra el modelo actual. En caso de que no 
haya sido salvado pedirá confirmación. 
Add Actor… 
 







Help Contents Muestra la ayuda. 
About 
 







12.2.2   Gestión de modelos 
 
 
En este punto explicaré como el usuario puede interactuar con los modelos i* creados. Puede 





Para crear un modelo, bastará con pulsar el botón nuevo del menú o directamente clicar el 
botón de la barra de herramientas. 
 
Nos aparecerá el siguiente diálogo y nos permitirá introducir el nombre y la descripción que le 
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Al salvar el modelo, y si no está salvado previamente en el caso de “Save…”, se muestra una 
ventana para introducir el fichero que queramos salvar. Si ya había sido salvado, se 





















El programa mostrará un ventana para seleccionar el fichero que deseemos cargar. Sólo 








En el caso de que el fichero contenga algún error o alguna discrepancia con el fichero de 
configuración, la aplicación mostrará una ventana con todos los elementos que no se han 
podido cargar dando la posibilidad de exportar estos errores a un fichero de texto. Los 
elementos que no tengan una notificación asociada serán cargados en la aplicación. Es 
importante remarcar que si se salva el modelo en el mismo fichero, los elementos que no se 
han leído se perderán. 
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12.2.3   Construcción de modelos 
 
 
En esta sección veremos los diferentes tipos de elementos que podemos ir creando en el 







En el modelo podemos crear actores. Éstos pueden ser de diferentes tipos: agente, rol, 
posición o genérico si no queremos concretar. 
 
El actor  se puede crear desde el menú contextual del modelo o desde el menú, y una vez 
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Las propiedades obligatorias de un actor son el nombre y el tipo, aunque también podemos 
añadir la descripción y otras propiedades adicionales no tipificadas en el caso que el usuario 














Relación entre actores 
 
 
Una vez tenemos creado un actor A, podemos decir que el actor B está relacionado con alguna 
de las relaciones: Plays, Covers, Occupies, Is-A, Is-Part-Of, Instance-Of. 
 
El tipo de relación que se puede crear viene dado por el actor del que se parte y el actor 
destino.  
 
Por ejemplo, si tengo un modelo i* llamado PFC y queremos representar al tutor Xavier Franch 
y al estudiante Xavier Gibert crearemos una relación del tipo Xavier Franch “IS-A” Tutor y 
Xavier Gibert “IS-A” Estudiante. El tipo de relaciones que se pueden crear viene dado por el 








Como actor destino podemos seleccionar uno que ya existía previamente o crear un nuevo 
actor. 
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Un actor puede tener distintos elementos SR como goal, softgoal, task y resource. Para crear 
un elemento SR principal clicamos botón derecho para mostrar el menú contextual de un actor 
y seleccionamos la opción “Create i* model root element…”. 
 








Podemos pulsar “Accept” para crear la tarea en el actor seleccionado o continuado insertando 







Relación entre elementos SR 
 
 
Existen diferentes tipos de relaciones entre elementos SR: Means-End, Decomposition y 
Contribution. Las opciones del menú contextual son Add Means-End Link...,  Add 
Decomposition Link..., Add Contribution Link... 
 
El tipo de relación que se puede crear depende del elemento SR origen y el destino y depende 
del fichero de configuración. 
 
Si volvemos al ejemplo del PFC anterior. Podemos decir que el “Tutor” tiene la tarea de 
“Supervisar el trabajo del alumno”, y que a su vez ésta está descompuesta en la tarea “Prestar 
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La relación means-end y la relación decomposition comparten la misma pantalla. En cambio la 







Esta pantalla contiene una lista de elementos ya creados y el tipo de contribución que hará. Por 
ejemplo, “Resolver dudas personalmente” ayudará positivamente al softgoal “Atención 









El siguiente elemento que se puede crear en el modelo es una dependencia.  Las opciones de 
menú son Add Dependency Link... y Add Reversed Depen. Link... 
 
Una dependencia está formada por tres elementos. El objeto dependiente (depender), el 
objecto del cual se depende (dependee) y motivo por el cual se depende (dependum). 
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En el siguiente ejemplo, se muestra que un estudiante depende de que el tutor le resuelva las 
dudas para que sus dudas queden resueltas. 
 
Esta pantalla da la posibilidad de seleccionar un dependum de otra dependencia ya existente. 










Operaciones de herencia 
 
 
Si previamente disponemos de una relación entre actores Is-A podemos aplicar las 
operaciones de herencia extend, redefine y refine. Las opciones del menú contextual son 
Refine superactor element..., Extends superactor element..., Redefine superactor element... 
 
La ventana de diálogo de las 3 operaciones es un pequeño asistente.  
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En este caso seleccionamos el goal “Presentar PFC” de Estudiante y vamos a refinarlo para 
especificar que en el actor Xavier Gibert este mismo goal se llama “Presentar PFC:  
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12.1.4   Configuración 
 
 
Para cambiar la configuración de la aplicación, como el idioma o el tipo de relaciones que 
permite crear debemos modificar el fichero de configuración. Éste está ubicado en la carpeta 
HiME/resources. 
 
El fichero de configuración está divido en dos bloques: El primer bloque corresponde a la 
configuración de la aplicación como el idioma y el tipo de relaciones que puede hacer. El 









language = en 
 
##ACTOR 
ACTOR_DEFAULT_TYPE = generic 
 
##IE  




STRENGTH_TYPES = open,committed,critical,delegation,permission,trust,owner 
STRENGTH_DEFAULT_TYPE = open 
 
 
##LINKS (SG-SOFTGOAL, G-GOAL, T-TASK, R-RESOURCE) 
#MEANS END (matrix 4x4 - SG-SG,SG-G,SG-T,SG-R,G-SG,G-G,...) 
ME_ENABLED = 0,0,0,0,0,1,1,0,0,0,1,0,0,0,1,0 
 
#DECOMPOSITION (matrix 4x4 - SG-SG,SG-G,SG-T,SG-R,G-SG,G-G,...) 
DE_ENABLED = 0,0,0,0,0,0,0,0,1,1,1,1,0,0,0,0 
 
#CONTRIBUTION (matrix 4x4 - SG-SG,SG-G,SG-T,SG-R,G-SG,G-G,...) 
CO_ENABLED = 1,1,1,1,0,0,0,0,0,0,0,0,0,0,0,0 
 
#CONTRIBUTION TYPES 
CO_TYPES = make,break,help,hurt,unknown,some +,some -,and,or 
CO_DEFAULT_TYPE = make 
 
 
##ACTOR RELATIONSHIPS (G-GENERIC, A-AGENT, R-ROLE, P-POSITION) 
#IS_A (matrix 4x4 - G-G,G-A,G-R,G-P,A-G,A-A,...) 
IS_A_ENABLED = 1,0,0,0,0,1,0,0,0,0,1,0,0,0,0,1 
 
#IS_PART_OF (matrix 4x4 - G-G,G-A,G-R,G-P,A-G,A-A,...) 
IS_PART_OF_ENABLED = 1,0,0,0,0,1,0,0,0,0,1,0,0,0,0,1 
 
#INSTANCE (matrix 4x4 - G-G,G-A,G-R,G-P,A-G,A-A,...) 
INSTANCE_OF_ENABLED = 0,0,0,0,0,1,0,0,0,0,0,0,0,0,0,0 
 
#PLAYS (matrix 4x4 - G-G,G-A,G-R,G-P,A-G,A-A,...) 
PLAYS_ENABLED = 0,0,0,0,0,0,1,0,0,0,0,0,0,0,0,0 
 
#OCCUPIES (matrix 4x4 - G-G,G-A,G-R,G-P,A-G,A-A,...) 
OCCUPIES_ENABLED = 0,0,0,0,0,0,0,1,0,0,0,0,0,0,0,0 
 





COVERS_ENABLED = 0,0,0,0,0,0,0,0,0,0,0,0,0,0,1,0 
 
 
##ACTOR INHERITANCE LINK (SG-SOFTGOAL, G-GOAL, T-TASK, R-RESOURCE) 
#REFINE(matrix 4x4 - SG-SG,SG-G,SG-T,SG-R,G-SG,G-G,...) 






 Idioma: El idioma viene dado por la propiedad language. El valor de dicha propiedad 
es indifente mientras exista un fichero asociado llamado lang_[valor].properties el cual 
contiene todas las etiquetas de la aplicación traducidas al idioma. Por ejemplo, el valor 
language es “en” porque en la misma carpeta existe un fichero llamado 
lang_en.properties. 
 
 Tipos por defecto: Los atributos [x]_DEFAULT_TYPE son los tipos que se 
seleccionan por defecto cuando abrimos alguna ventana de diálogo. También sirven 
para que cuando se cargue un modelo el cual no ha especificado un tipo concreto, 
entonces se selecciona el que contiene esta propiedad. Por ejemplo, un actor que 
venga sin tipo se creará por defecto a generic. 
 
 Relaciones activadas: Los atributos [x]_ENABLED son los atributos que contienen 
que tipo de relación se puede realizar. Están pensados para que sean matrices de 
datos con un tipo origen y el otro destino. El valor que hay dentro de cada casilla es un 
1 si está activado y 0 si está desactivado. 
 
 
Por ejemplo, una relación means-end 
 
#MEANS END (matrix 4x4 - SG-SG,SG-G,SG-T,SG-R,G-SG,G-G,...) 
ME_ENABLED = 0,0,0,0,0,1,1,0,0,0,1,0,0,0,1,0 
 
 
Su correspondencia en la matriz sería la siguiente: 
 
Origen/Destino SG-softgoal G-Goal T-Task R-Resource 
SG-softgoal 0 0 0 0 
G-Goal 0 1 1 0 
T-Task 0 0 1 0 
R-Resource 0 0 1 0 
 
 
Significa sólo se pueden crear relaciones means-end desde una task y un goal y para 
el caso que se parta de un goal, el elemento destino solo puede ser un goal. Para la 
tarea pueden ser todos excepto un softgoal. 
 
 
 Campos no fijos: Este atributo corresponde a aquellas propiedades no fijadas. La 
aplicación da libertad a la hora de introducir los tipos de vulnerabilidad de una 
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Configuración de ccistarml 
 
 
Este bloque de la configuración contiene los tags necesarios para cargar y salvar un fichero 
esté hecho con la sintaxi IStarML. Este bloque de configuración minimiza la dependencia con 







iStarML.extension = *.istarml,*.xml 
 
#iStarML 
iStarML.tag = istarml 
iStarML.version = version 
iStarML.versionValue = 1.0 
iStarML.version.mandatory = 1 
 
#diagram 
diagram.tag = diagram 
diagram.name = name 
diagram.name.mandatory = 1 
diagram.description = description 
diagram.description.mandatory = 1 
diagram.creationDate = creation_date 
diagram.creationDate.mandatory = 0 
 
#actor 
actor.tag = actor 
actor.id = id 
actor.iref = iref 
actor.aref = aref 
actor.name = name 
actor.name.mandatory = 1 
actor.type = type 
actor.type.mandatory = 1 
actor.description = description 
actor.description.mandatory = 1 
actor.creationDate = creation_date 
actor.creationDate.mandatory = 0 
 
#actor boundary 
actor.boudary.tag = boundary 
 
#actor types 
generic = generic 
role = role 
position = position  
agent = agent 
 
#actor element link 
actorLink.tag = actorLink 
actorLink.aref = aref 
actorLink.type = type 
actorLink.type.mandatory = 1 
actorLink.creationDate = creation_date 
actorLink.creationDate.mandatory = 0 
 
#actor element link types 
isA = is_a 
isPartOf = is_part_of 
instanceOf = instance_of 





covers = covers 
occupies = occupies 
 
#intentional element 
iElement.tag = ielement 
iElement.id = id 
iElement.iref = iref 
iElement.aref = aref 
iElement.name = name 
iElement.name.mandatory = 1 
iElement.type = type 
iElement.type.mandatory = 1 
iElement.description = description 
iElement.description.mandatory = 1 
iElement.creationDate = creation_date 
iElement.creationDate.mandatory = 0 
 
#intentional element types 
resource = resource 
goal = goal 
softgoal = softgoal 
task = task 
 
#intentional element link 
iElementLink.tag = ielementLink 
iElementLink.id = id 
iElementLink.iref = iref 
iElementLink.aref = aref 
iElementLink.type = type 
iElementLink.type.mandatory = 1 
iElementLink.value = value 
iElementLink.value.mandatory = 1 
iElementLink.creationDate = creation_date 
iElementLink.creationDate.mandatory = 0 
 
#intentional element link types 
meansEnd = means-end 
decomposition = decomposition 
contribution = contribution 
refine = refine 
extend = extend 
redefine = redefine 
 
#dependency element 
dependency.tag = dependency 
dependency.depender = depender 
dependency.dependee = dependee 
dependency.id = id 
dependency.iref = iref 
dependency.aref = aref 
dependency.value = value 
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