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ABSTRACT 
  We geared this project towards assisting an individual with limited1 motor function to 
operate a wheelchair. The product targets individuals who find use of a joystick is ineffective or 
painful. We focused our design on the wheelchair bought from Adaptive Driving Systems (Driving, 
2013); but ultimately we would like to field a final product capable of applying to any electric 
wheelchair. Our goal: a person to operate the electric wheelchair using sensors that transmit a 
translation of an individual’s hand movement through a wireless transmission to a microcontroller 
installed on the wheel chair that then controls the wheelchair’s movement. A bonus of this design is 
the operator does not have to sit in the wheel chair to operate it, (thereby giving the operator 
remote control of the chair) allowing them to call the chair to their person from across the room.  
We designed the primary sensing mechanism to be as nonintrusive as possible. We used a 
compact sensor and minimal other components that all would comfortably attach to the arm. A 
future design goal is to outfit this circuitry with waterproof packaging, therefore eliminating the 
risks of damaging the device or harming the person during daily activities in kitchen or bathroom 
facilities. Another safety measure that we include in our design is an automatic stop feature that—
when triggered—will disengage the wheelchair operation and the wheelchair will remain on but 
inoperable until the emergency stop is disengaged (similar to a car in park). The switch circuitry 
will be implemented as a dead-man switch like mechanism and prevent the chair from moving if the 
switch is not active. We estimate that our design costs about $200 which by our research is less 
than half the price of any other alternative systems on the market. The basic hardware of this 
system includes Xbee radios, Xbee shields, an Arduino board, two DACs, external AAA battery 
power supply, and an ArduIMU + V3. Our current prototype is not exceptionally visually appealing 
but we anticipate that, the final product could be fabricated in an aesthetically appealing glove 
design for the user by utilizing flexible circuit or wearable circuit technology, making our product 
far more desirable to customers than other systems currently available on the market.  
                                                             
1 Limited in this case would not include total paralysis; the operator would need some motion capability of 
their own arms.  
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I. INTRODUCTION & BACKGROUND 
Our main objective of the project is to enable individuals with decreased function in their hands to 
control an electric wheelchair without discomfort or embarrassment.  For individuals with joint 
disorders, like arthritis, the joystick on electric wheelchairs can be difficult to use. Specialty 
technologies in electric wheelchairs are only used by approximately 5% of users (Nik, 2009). The 
present solutions for this problem are too costly in their current stages of development to be used 
commercially. The head or chin control and sip-and-puff designs are the leading specialty methods 
for this problem, but users have claimed to be uncomfortable using them in public. Through a 
clinical study, it has been concluded that a new type of interface is needed due to the difficulty that 
patients find in using currently available solutions (Linda Fehr, W. Edwin Langbein, & Steven B. 
Skaar, 200). The following are main types of specialty methods for controlling electric wheelchairs. 
i. HEAD/CHIN CONTROLLED SYSTEM  
The Head or chin controls are very invasive alternatives to a 
joystick. The system requires constant pressure to be applied to 
the sensor. The sensor is either a ball placed near the chin or a pad 
placed at the lower back of the head (Figure 1).   
In head control devices, switches are mounted in the headrest and 
activated by head movements. Ideally the system has six 
commands: mode, power (on-off/emergency stop), and the four 
directional controls. By being in proximity to the switch in the 
center pad, the patient moves the wheelchair forward. Activating 
the side pads moves the chair in the corresponding direction. A 
reset switch toggles between the forward and reverse functions 
(Lange, 2001). Some new head controllers can detect the position and movement of the head using 
ultrasonic transducers or RF, and translate those movements into proportional control of the 
wheelchair. 
Chin control is usually considered in a separate category from head 
control, but a chip-mounted joystick requires head movement 
(Figure 2). The chin sits in a cup-shaped joystick handle and is 
usually controlled by neck flexion, extension and rotation. This 
system is designed for a user with good head control (Lange, 2001). 
A major problem with this mode of control is the need for constant 
pressure. For users that lack trunk control, or abdominal control, 
common compensation is to lean to one side, using the limits of their 
neck rotation to the left or right to stabilize their head. The strain 
this puts on a person’s neck can be hazardous to their health over time, so this method is not 
recommended for people with decreased trunk function. Another problem with this system is the 
lack of stability. When the wheelchair rides on uneven roads, a person with any difficulty holding 
their head in a constant position will inevitably hit the joystick in unintentional directions as their 
head sways to the movement of the uneven ride. The only way to stop the cycle of unintentional 
Figure 1: Head controlled System  (Authors, 
2012) 
Figure 2: Chin Controlled System 
(Authors, 2012) 
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movement is to completely stop the wheelchair by letting go of the joystick and waiting for the 
rocking to stop (Longo, 2004). Therefore, this system is not meant for people with decreased 
control of the neck or abdomen.  
i. SIP & PUFF SYSTEM 
The Sip-and-Puff system is a method of sending signals to a device 
using air pressure. The signals are conveyed by "sipping", or inhaling, 
and “puffing", or exhaling, into a wand2 as demonstrated in Figure 3. 
The system is used for a variety of purposes, ranging from basic 
wheelchair commands to sports, like hunting.  
 
When used for controlling an electric wheelchair there are typically 
four different inputs from the user used in various patterns described 
as follows. An initial hard puff will enable the chair to move forward, 
while a hard sip will stop the wheelchair. Conversely, an initial hard 
sip will enable the wheelchair to move backward, while a hard puff 
will stop the wheelchair. A continuous soft sip or soft puff will enable the wheelchair to move left or 
right, respectively, depending on how long the user blows into the wand. 
 
The main problem with this mode of control is the range in breathing capability across the 
spectrum of consumers. The system is calibrated to respond to hard and soft puffs and sips, and for 
individuals that have problems controlling their breathing, achieving the hard puffs or sips with 
consistency can be difficult (Longo, 2004).  
ii. HUMMING AND SPEECH RECOGNITION 
 Another alternative is powering the chair through speech or 
humming.  A version for this option is being constructed at George 
Mason University in Virginia (prototype miniature shown in Figure 
4Error! Reference source not found.). The configuration on this 
prototype is two digital signal processors mounted on a custom-
printed circuit board to perform humming and speech recognition 
(Nik, 2009).   
The main problem with this method is that many people have 
difficulty with speech recognition software in general, because 
speech recognition varies due to many documented reasons 
including: accent, pronunciation, articulation, roughness, nasality, 
pitch, volume, and speed. Furthermore, speech is distorted by a background noise, echoes, and 
electrical characteristics that cannot always be recognized and 
filtered out by the system. The humming recognition attempts to 
compensate for the lack of accuracy in the speech recognition but 
limits the quantity of commands the system can be programmed for 
                                                             
2 Wand is typically a straw or straw like tube. 
Figure 3: Sip-and-Puff System (Brain) 
Figure 4: Small Scale prototype of George 
Mason University’s Humming and Speech 
Recognition Wheelchair System (Nik, 2009) 
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(Nik, 2009). 
iii. TONGUE DRIVEN SYSTEM 
An example of a tongue driven system is one being developed at The Georgia Institute of 
Technology, which uses an oral retainer device that utilizes magnets to direct the chair (Ortiz, 
2012).   
 
Figure 5: Tongue Driven System (Ortiz, 2012) 
The magnet that controls the system is placed in the stud of a tongue piercing (Figure 5). The 
research has found that while using a magnet that is not attached to a tongue piercing can work, the 
piercing leads to more accuracy and ease of use. The retainer on the roof of the mouth consists of a 
circuit board, magnetic field sensors, and a rechargeable battery.  
Problems with this mode control are the tongue piercing, the cost, need for regular cleaning, and 
the difficulty of use. Firstly, while the piercing increases accuracy in communication, the actual 
piercing is unpleasant and most consumers would desire comparable systems that offered less 
invasive methods to control their wheelchair.  Secondly, the process to make the retainer alone 
costs a couple hundred dollars and requires multiple dentist trips. Lastly, the system requires 
practice by the user to become effectively accurate, and the amount of accuracy gained is still not at 
the level needed for everyday use. (Ortiz, 2012).  
iv. BRAIN WAVE POWERED 
Another alternative is powering the chair through brainwaves.  A version for this option is being 
constructed at California State University Northridge (Lin, et al., 2011).  
The technology used in the referenced project is an Emotive 
EPOC EEG (electroencephalography3) headset to decipher 
users brainwave inputs as commands for the wheelchair 
(image of headset in Figure 6 to the right). The EPOC headset 
monitors three separate inputs: facial expressions, head 
positions and brain sensing. The main use for the referenced 
project was the brain sensing aspect. The headset with a set 
                                                             
3 An instrument that measures electrical potentials on the scalp  
and generates a record of the electrical activity of the brain.  
Also called encephalograph. 
Figure 6: Emotiv EPOC EEG Sensor (EMOTIV) 
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of EEG electrodes needs to be tuned to optimize its functionality. Signatures of the waveforms will 
be identified and analyzed, and then used to create a movement command in steering an intelligent 
wheelchair. The project requires a non-invasive brain-computer interface (BCI), which learns by 
repetition.  
The main problems with this method are the sensor headset shown in Figure 6, the cost, and the 
BCI interface. Consumer reviews claim that the Emotiv headset’s fragile, hard-to-handle nature is 
disappointing for its high price of $299. To make the entire system work, the user must purchase 
the software separately, which brings the cost up by another $500. In addition, the reviews found 
the thought-sensing functionality of the “sensor-stuffed EPOC headgear” to be a bit too random and 
inaccurate to actually be useful (Dakan, 2010). Furthermore, the sensor pads must be wet 
separately and then placed in the headset slots each time the headset is used. Because of the clunky 
hardware issues and the cost of the headset being almost as expensive as the wheelchair itself, 
consumers are already looking for alternatives. The most important drawback is that the BCI 
learning interface is difficult to control. The user may become distracted and not think “stop” or 
might think “go” when they do not mean to, causing the wheelchair to react unexpectedly. This 
could lead to many embarrassing and even dangerous situations for a consumer.   
v. PROPOSED SOLUTION 
 We proposed a simpler solution than the common joystick to solve this problem. The problem 
faced by individuals that cannot use joysticks, but have some limited range of motion in their arms, 
is that all options found are expensive and/or socially uncomfortable. The other alternatives focus 
purely on extreme cases, for example on quadriplegic individuals or individuals with missing limbs. 
Our goal in this project was to create a design that can easily adapt to a common electric, joystick-
controlled wheelchair.   
There have been similar systems like our proposed system by those were all custom made systems 
like the one we learned about from the Adaptive Driving Systems (Driving, 2013), which used 
remote controls to move the chair. This system required two hands and could be controlled with 
any remote on the same frequency. Our proposed system is a better option because it secures the 
transmission within the designated system and only requires one hand to operate.     
While all the previous solutions have niche markets in which they excel and would be preferred, 
this solution is better suited for our target consumer. Table 1 summarizes the various target 
consumer requirements and a comparison of how well the alternative solutions—and the proposed 
solution—meet these requirements.  
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Table 1: Proposed Solution Compared to Existing Solutions 
System Cost  Hands 
Free 
Exists  
in the 
Market  
Head 
free 
to 
move 
Safe Ability to 
Operate 
Outside 
the Chair 
Aesthetically 
appealing 
Easy to 
use/ 
maintain 
Head/Chin 
Controlled 
System 
($1,350
) 
     Unknown     
Sip-and-
Puff System 
($400)      Unknown     
Tongue 
Driven 
System 
N/A     Unknown   
Humming 
and Speech 
Recognition  
N/A            
Brainwave 
Powered 
($800)      Unknown    
Our 
Proposed 
Solution 
($200)              
 
Based on the above table, it is a fair assumption that our proposed idea is far better suited to our 
target consumer than the alternatives, meeting the requirements of seven out of the eight 
recognized requirements. Though our solution is the only one that is not hands free only one hand 
is needed for operation, leaving one hand completely free for other activities. And a product very 
similar to our proposed idea is in the market, however it is a custom made item and not widely 
known about, giving us an advantage of having a product to introduce that is more aesthetically 
pleasing and easier to use than the current competing systems. 
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I. REQUIREMENTS  
There were three types of requirements: first  the constraint requirements, which were limits set on 
the project due to resource or time constraints; second were user or consumer requirements, which 
are set by asking those currently in a wheelchair what they would want or need in an alternative 
control system design; the final requirement set was the engineering requirements, which set goals 
or limits on the project design based on the previous requirement sets and what is physically 
possible with current tools and budget at our disposal. The requirements listed below were known 
requirements when we began constructing our project. 
I. Constraint Requirements: 
a. The new wheelchair control 
system shall use the current 
control wires that were 
previously connected to the 
joystick (Shown in Figure 8) 
b. Following the first requirement, 
the wheelchair’s motorized parts 
shall be used for the actual 
movement of the wheelchair. 
c. The new alternative control 
system shall cost a maximum of 
$400 to prototype and build. 
d. System construction shall be 
limited to two quarters. 
e. All major components shall be 
easily assessable (may be ordered on the internet.) 
II. Consumer Requirements: 
a. Users of this new control system shall have a sensor that receives the user hand 
motions that will direct the wheelchair. (Implementation may be incorporated into 
the glove) 
b. The system shall be non-invasive.  
c. The system shall be made for persons with limited muscle control4 (i.e. Arthritis). 
d. The system shall to be easy to operate. 
e. The system shall to be safe. (Incorporate emergency stops.) 
III. Engineering Requirements: 
a. The portion of the system mounted on the wheelchair shall run off a common 
wheelchair battery(12V VDC, 50 Amp-hours).  
b. There will need to be to separate 6-12V power sources, one for the glove sensor 
circuit, and another for the main control interface system on the wheelchair. These 
supplies must be constant and void of power surges. 
c. Wireless shall not have interference with other devices. 
                                                             
4 Not to include operators with no muscle control (i.e. full paralysis) 
Figure 7: Image of wheelchair arm with control wires (Top right of image). 
 
14 
II. DESIGN  
We used an accelerometer and gyroscope located on the back of the hand to make the chair move. 
This movement will correspond to the similar movement of the joystick (Figure 8).    
 
                                                                
                            
For a typical joystick, being left in the center position is stop without exception. To account for 
glitches in accepting the stop command from the hand sensor, we needed to add an emergency stop 
feature that would only allow the user to operate the wheelchair when active. We originally wanted 
to accomplish this in the project by removing the arm from the armrest to break the connection of 
the switch on the glove as shown in Figure 9. However a dead man switch became a practical 
alternative to allow the user remote control of the wheelchair. 
 
 
 
 
 
Figure 8: Hand Movement Compared to Joystick Movement (example joystick) 
Figure 9: Position of senor and arm 
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The block diagram in Figure 10 represents our projects design and consists of four main blocks, 
assuming the wireless transmitter and receiver are within the same block:  
 
Figure 10: Wheelchair control system Block Diagram 
The inputs and outputs of the system level block diagram have various function requirements to be 
met as outlined in Table 2 below: 
Table 2: Functional Requirements of Inputs/outputs of Wheelchair Alternative Control System 
Inputs Requirements 
Wrist Movement • The wrist movement must be distinct. Greater than 2cm vibration 
(back and forth movement in any direction) could cause the 
system to fail to operate. 
Enable • Unless this signal enables the system, the system needs to remain 
in the off state, inoperable. 
• This enable signal needs to be easily and quickly triggered by the 
user, to make our control system meet consumer requirements. 
Wheelchair Battery • Needs to be able to supply the additional power to the voltage 
regulator block and input into this block. 
Safety • This is a secondary enable, a safety measure that will keep the 
system inoperable unless activated 
Outputs  
Wheelchair Movement • Must move the same as with the old joystick, left, right, 
backward, forward, and stop. 
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II.  PLANS FOR VALIDATING DESIGN 
We broke up the plan for this project into four sections. We separated each section further into 
parts below.  
i. ANALYZING THE CONTROL OF THE 
WHEELCHAIR  
We planned to splice into (hack) the five wires of the 
joystick shown in Figure 11 by running the wires into and 
out of a bread board to allow accurate testing while the 
joystick is connected to the rest of the system. After 
gathering these signals we used the resulting data to 
design the signals the main control module on the 
wheelchair would produce to communicate with the 
wheelchair, and the circuitry that provided power to that 
control module. 
This was the first step to understanding the chair and 
how to control it. The data we collected in this part was 
used in voltage regulator outlined in the Control Module 
section below.  
This was the most important of the sections, due to the lack of available material on this wheelchair 
and that the data from this section determined how the next sections proceeded.  
ii. CONTROL MODULE 
We used the data collected in the previous section  to determine the design stages for this portion of 
the project. We planned to use the microcontroller to create output voltages to replace the joystick 
voltages used to control the chair. The testing voltage commands were be preprogrammed into the 
Arduino module and directed the chair. Furthermore, this circuitry would compare the input 
voltage to the voltage that the microcontroller outputs.  
We first needed to check the method of adding 
voltages to the chair. We planned to accomplish 
this by using two dual DC sources to supply the 
signals. A rough configuration can be seen in 
Figure 12.  
The test plan for the integration was to focus on 
one wheelchair movement direction at a time. 
We added and subtracting of the 1V on the DC 
Supply 1 2.5V to make the wheelchair move left 
and right. Once this worked we would integrate 
our findings into the Arduino within the circuit 
and test Supply 2 for forward and backward 
Figure 11: Joystick Wiring Diagram 
Figure 12: Controller system Verification 
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movement. The test configuration we implemented can be 
seen in figure 13. The purpose of this test is for us to see if 
the method for controlling the chair would work.  
Once the method was confirmed, we tested the chair motion 
in all directions. The final circuitry was to be decided after 
analysis of this phase’s data. The results on these tests 
would determine how we developed our project because 
our preliminary design based on the theory that the signals 
controlling the wheelchair movement were shifts in DC 
voltage on an analog scale, we needed to prove that this was 
indeed how the wheelchair joystick controlled the motors of 
the wheelchair.   
 
iii. SENSOR CIRCUIT 
To create the motion sensor circuit we decided that the prototype 
would have sensors sewn onto a glove sleeve. Depicted on the left, we 
illustrate how this circuit would be sewn into a glove sleeve. The green 
circle represented where the ArduIMU+ V3 IC board was sewn into 
the material. The blue oval shows where the XBEE wireless unit was 
placed, and the red rectangle was where the Lilypad power supply 
shown in Figure 16 would be sewn in. All items will be secured with 
regular heavy duty thread (4-ply) and the electrical connections 
between the components will be achieved with conductive thread (4-
ply) shown in Figure 18. 
To begin testing this circuit we programmed the module with a FTDI 
cable. To test that the accelerometer and gyroscope sensors built into 
the circuit board we used an LED to visually show a signal going high 
when the sensor 
is moved.  
The next step was to have multiple LEDs 
illuminate for recognition if the sensor is 
moved in various directions and troubleshoot 
any glitches. We later incorporated a terminal 
output to the testing in order to view the 
actual data output to aid with troubleshooting 
the design.  The issues we encountered while 
are detailed in this report under the section 
IV, Integration and Test Results. 
 
Figure 15: Conductive thread Figure 16: Lilypad Power Supply 
           Figure 13: Ardriuno Test Configuration 
Figure 14:  Glove design used to 
mount sensor circuit 
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iv. WIRELESS 
We plan to use Xbee radios to communicate between the glove and the wheelchair systems. The 
Senor Circuitry data would be converted to a packet format usable for transmission. The glove Xbee 
then transmits these data packets to the wheelchair bound receiving Xbee. The wheelchair Xbee 
transferred the received data packets to the Arduino to decode, process and convert to an analog 
voltage  to control the chair.  
The test configuration can be seen in Figure 16. To test this part the Xbee radios had to first be 
configured. As stated before, the plan was to connect the system and send predetermined signals 
through the Xbee 2 to the Xbee 1.  
 
Figure 17: Testing circuit for wireless 
After the simple transmissions were completed successfully, we planned to integrate all the 
systems(sensor circuit, wireless, and unit mounted on wheelchair) and test just one direction to 
start with and transition to all directions. 
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III. DEVELOPMENT AND CONSTRUCTION  
The following sections contain the data collected when we executed the test plans, and the 
problems we ran into during execution as well as how we overcame these obstacles. 
i. SPLICING INTO THE CONTROL OF THE WHEELCHAIR  
The objective was to figure out what the three wires (red, yellow, and blue) produced in terms of 
voltage input/outputs for each of the control positions (see Figure 8, top left corner of image for a 
view of these wires). Procedure to test these wires utilizes a handheld Fluke multimeter to test the 
DC voltage of each wire while moving the joystick in designated directions. We listed the resulting 
voltages in Table 3 below. 
Table 3: Breakdown of Joystick Voltages 
Wire Standby Right Left  Backward Forward 
Red-GND(Blk) 4.98  4.98 4.98 4.98 4.98 
Yellow-GND 2.45 standby Standby 0.88** 3.82** 
Blue-GND 2.541/2.46 3.82 0.8 Standby Standby 
Green-GND* 2.485 /2.487 Standby Standby Standby Standby 
 
There needed to be power to the joystick module, so it is assumed that the highest voltage observed 
is the input voltage, and we confirmed this by tracing that voltage to a component and testing the 
voltage difference across the component to note the direction of current. 
We studied the joystick designs and found them to be potentiometers. This being said we assumed 
we would see voltages based on ground (return) and the reference voltage. The chair was tested by 
adding voltages on the blue and yellow wires separately. The goal is that by adding the proper 
voltages, below the current level allowed, that the chair would move correctly.   
We started this testing phase by setting up an external power supply with current limit set based on 
the values found in Table 4. We tested the red wires voltage using the fluke multimeter, setting the 
reference voltage on the power supply as half that value and connected the yellow and blue wires to 
the power supply. We tested moving forward by reducing the yellow wire voltage to approximately 
1 volt; for backwards the yellow wire was increased to approximately 4 volts.  
Table 4: Currents for the Joystick 
Wire Color Surface Mount 
Value 
Resistor 
Value (Ω) 
Voltage Across 
Resistor (V) 
Current (mA) 
[Voltage/Resistance] 
Blue 182 1.8k 0.013 0.00722 
Yellow 103 10k 2.12 0.2 
Red 681 680 2.45 3.6 
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Once we verified the forward and backwards, we tested the left/right commands. We tested moving 
right by reducing the voltage on the blue wire to approximately 2 volt; to test left, the blue wire is 
increased to approximately 4 volts. 
Through these tests, we concluded that the chair worked on the basic premise that if the voltage is 
greater/less than ½ reference voltage (½ of the power- red wire) the chair will move in the 
specified direction. As the Power drops, the reference drops. Therefore, we thought we needed a 
comparator to monitor the voltages. Upon further research, we found however the drop in voltage 
can be counteracted by making the voltage applied to make the chair move significantly 
greater/less than the reference voltage.   
The next step was to observe the results of moving in more directions, which are shown in Table 5. 
This step requires the same setup as before. Using a fluke digital multimeter, the voltage of the 
yellow and blue wire were measured and recorded.  
We prepared part of the integration of the wheelchair to our project by disconnected the yellow 
and blue output wires from the joystick and solder them to the main Arduino board of our design to 
receive signals from our control unit based on the hand sensor data. There are other control wires 
for speed and battery life but they were not tested and remained working components of the 
wheelchair. 
Table 5: The Voltages of the Wires in More than the Simple Directions 
 Blue  Yellow  
Forward Left 1.85 V 3.78 V 
Back Left 1.76 V 1.32 V 
Forward Right  3.23 V 3.58 V 
Back Right  3.68 V 1.75 V 
 
Our initial idea of using the power/red wire to power the Arduino UNO could not work because 
voltage of the red wire is constantly less than 5 volts, the minimum operating voltage of an Arduino 
UNO board (Arduino UNO). We realized we must power the microcontroller by using a different 
external input with a range between 7 – 20 volts. We discovered one of the batteries powering the 
wheelchair could be utilized because it provided an 11.5-13V supply needed. 
Based on all these tests thus far, we decided on a design to control the chair. The idea behind this 
design is that the blue and yellow wires of the joystick will directly receive voltages from the 
Arduino UNO board mounted on the wheelchair when directions are received by this unit from the 
sensor and translated to analog values. The testing in this section determined that the wires have a 
low and high rail of 0.8 volts and 3.8 volts, respectively. Additionally, there is a “dead” zone from 2.3 
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– 2.7 volts where the chair is in standby. These values will be incorporated into the design of the 
control module.  
ii. CONTROL MODULE 
This is the portion of the project that is mounted to the wheelchair. This control module translates 
the data that the wireless sensor receives from the glove and converts it into the equivalent analog 
voltage needed to move the wheelchair in the appropriate direction. The hardware needed for this 
section is an Arduino UNO, an Xbee shield, and two DACs (MCP4921)- (MCP4921, 2007). An Xbee is 
added to the shield later in the project. The circuit diagram for this section can be seen in Figure 19.   
In the previous section it was concluded that the Arduino would need to be powered by the 
wheelchair battery. The initial testing of the joystick has confirmed that the basic design of this 
section will work.   
 
 
Figure 18: Block Diagram for Theorized Circuit. 
 
 To write the code for this phase, the possible directions 
that the wheelchair can move are broken down into eight 
basic vectors. The first direction corresponds with moving 
forward and each additional direction choice is a 45 
degree clockwise progress. The 8 possible directions are 
illustrated in Figure 19. This system setup will enable us 
to send and receive usable data later using the Xbees.  
 
Figure 19: Direction Breakdown 
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The following figure is a basic logic flow diagram of the code we constructed to run this hardware, 
the code itself can be found in Appendix F. 
 
Figure 20: Logic Flow diagram for Control Module 
The DACs were connected to the Arduino UNO board of the control module using the proto board of 
the Xbee shield. This enabled us to reduce the amount of space needed for the circuitry.  The Pin 
connections can be seen in the Diagram below.  Note the blue and yellow wires symbolizing the 
control wires that we attached to this unit form the joystick. 
 
 
Figure 21: Pin Layout of Control Module 
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Our realized design can be seen in figures 23 and 24.  
 
 
 
 
 
 
 
        
This section continues onto the next section of the report. The code for this section must be 
modified to be transmitted and received through the wireless section.  
Using the voltages obtained in the last section, we determined the three major stages of the voltages 
that the DACs will output. The sample math can be seen below Table 6.  
Table 6: Voltage Breakdown of DAC Output 
 Divisions  Binary Value Hexadecimal Value 
1.2 V 1000 0b001111101000 0xBB8 
2.5 V 2048 0b100000000000 0x800 
3.6 V 3000 0b101110111000 0x3E8 
 
Sample Calculation:  
 Using a 12- Bit DAC, first determine the volts per division: 
 	  52 	 1.2 / 
 Then determine the divisions for each corresponding voltage: 
 	  2.5 1.2  	 2048 
 
 
Figure 22: Control Module Hardware (Top) Figure 23: Control Module Hardware (Bottom) 
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iii. WIRELESS 
The design for this section is rather simple; but first we needed to configure the XBee’s. This 
configuration is broken down into three parts. The first two parts are to determine if the radios are 
doing their basic communication and a distance test. These two tests were taken from Getting 
Started with Xbee RF Modules (Bicker, Harris, & Hebel, 2010) . The last part is the actual 
configuration of the radios, and we designed the test from the information contained in Building 
Wireless Sensor Networks by Robert Faludi (Faludi, 2010). 
As seen in the figure below, the first Xbee Radio is plugged into the dongle which is then plugged 
into the computer. The second Xbee radio is connected to a power supply, supplying 3.3V through a 
resistor. This power goes to the DOUT and DIN pins, which are connected.  
 
Figure 24: Testing Configuration 
The purpose of this configuration is to create a loopback. This loopback will cause any received date 
to be transmitted back the Base Xbee and PC. This configuration will enable the testing of 
transmission and distance. The actual setup can be seen in figures 25 and 26.  
 
 
 
 
 
 
 Once the configuration is complete, we used the X-CTU software to test basic communications. The 
first test is to determine if the radios are communicating. We used the  Terminal tab to send the 
message “hello world”. This message is send one character at a time and therefore is sent and 
received back through the loopback before the next character is sent. We show the resulting 
terminal window in  Figure 27; the blue letters are the transmitted characters and the red letters 
are the received characters.  
Figure 25: Transmitter Xbee Radio Figure 26: Looped Xbee Radio 
 
25 
  
Figure 27: Terminal Character Test 
 
We then tried to send an assembly package. 
This operated in the same terminal screen, 
but the assemble package window was used. 
To verify successful data transmission and 
reception, the message “Hello! Transmission 
Received!!!” is used for testing. The entire text 
was sent so quickly that it creates a package 
of data for a single transmission.  The data 
package is transmitted to the receiver Xbee 
and returned via the loopback. The message 
is again shown to be transmitted in blue and 
then received again in red and a screen 
capture is rendered below in Figure28.
The Xbees were communicating on a broad range, 
meaning that the transmission radio is sending the 
data packet to any receiving radio within the mesh 
network, which is the default setting of these radios. 
The Radio is broadcasting the transmissions and 
narrowing down this transmission will come later.  
The address for the specific radios will be sent with 
the transmission to ensure that the radios are sending 
and receiving correctly. This is specified in the code 
we used for the Adruino UNO. 
We next need to execute the distance test. To get a 
better understanding of the transmission power and 
strength, the system created in the previous test was 
used to execute this test. The computer configures a 
random package of data to transmit and then 
transmits that package to the loopback Xbee. Once the 
message is received back it is compared to the package 
sent and the program calculates if the transmission was 
correct or not. This grade is calculated into a percentage 
and the Received Signal Strength Indicator, or RSSI, is 
calculated in dBm. 
The test display can be seen in Figure 29, to the right. 
Once the display indicated that the communication is 
working, we tested situations. The two different types of 
situations that we tested were strictly distance and then 
with different obstacles blocking the radios.  The different situations can be seen in Table 7, below.   
Figure 28: Terminal Assemble Packet Test 
Figure 29: Test Display for Distance communication 
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Table 7: Distance Test Results 
  
 
 
 
 
 
 
 
 
 
Our next step of this process was the actual configuration. Using the X-CTU program, we selected 
the Modem Configuration tab. This tab contains all the setting of the selected radio. This is where 
we can read the settings and write settings onto the Xbee radios. There are five things that must be 
set so that the radios will communicate with each other. The radios are all in their default settings 
until programmed; the three main restrictions that would prevent the communication are the 
channel, PAN ID and Baud Rate. For a point to point system the radios must also have the MY 
address and DL address.  For Xbee radios the default values are seen below in Table 8.   
Table 8: Default Xbee Configuration 
CH: Channel C 
ID: PAN ID 3332 
BD: Baud Rate (Interface Data Rate) 9600 
DL: Destination Address Low 0 
My: 16-Bit Source Address 0 
 
 
The only radios that can communicate with the system are those within the center red circle in 
Figure 30.   
 
Figure 30: Transmission breakdown 
 
Situations Range Test (%) RSSI (dBm) 
3 Ft away, No Disruption 100 40 
3 Ft away, Cloth Covering 100 37 
3 Ft away, Metal Covering 100 35 
15 Ft away, No Disruption 100 35 
15 Ft away, Partition between 100 35 
15 Ft away, Window between 100 35 
15 Ft away, Fire Door between 75 -75 
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The configuration of the Xbees, as seen in Table 9, enables the two radios to communicate with 
reduced chance of interference from other systems. The code for this section can be found in 
Appendix E. 
Table 9: Wireless System Configuration 
 Xbee 1 Xbee 2 
CH: Channel C C 
ID: PAN ID 1010 1010 
BD: Baud Rate (Interface Data Rate) 9600 9600 
DL: Destination Address Low 10 11 
My: 16-Bit Source Address 11 10 
 
iv. SENSOR CIRCUIT 
This circuit consists of three major physical parts which are the ARDUIMU + V3 IC, a battery power 
supply, and the holder for the Xbee wireless transmitter to plug into.  We first will explain what the 
ArduIMU+ V3 IC board contains, then how we are using these components.  
The three main components:  
• ATMega 328 microcontroller(we used this in EE 329 class on Uno boards)   
• MPU-6000 (includes gyroscope and accelerometer, both with adjustable ranges) 
• HMC5883L (magnometer used for compass related orientation) 
We are using the first two components for our main design, and a good part of time has been spent 
researching this IC combination chip. At first it was advertised that we could use “MotionFusion” 
processing software that was built into the MPU-6000 chip, both of which was created by 
InvenSense Company. The company however has never released how to utilize this processing 
software (meaning they have the MotionFusion programmed into the hardware of the chip but do 
not provide any documentation of how this hardware is to be called by a software program), so 
instead we will be using the microcontroller  on the ArduIMU IC for all the signal processing. 
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The following figure is a basic logic flow diagram of the code we constructed to run this hardware, 
the code itself can be found in Appendix F.  
 
Figure 31: Logic Flow diagram for ArduIMU+ V3  IC 
The Calculate Vector block is code algorithm written based on a math sequence for creating 
normalized vectors from combined gyro and accelerometer sensor data in a website tutorial5 
(starlino, 2009).  
This algorithm contains eight major steps which we listed as follows: 
1. First define the Racc vector, shown in Figure 32. 
Then using the LSB sensitivity values in Table 10 , calculate 
the inertia being enacted on each axis’s for the 
acceloromenter, creating a vector in G’s:     
 	       	 !" 	 9.81  $  	 % , ' , () 
Then normalize this vector: 
 	  *  ' *  ( 
                                                             
5 Direct link for tutorial: http://www.starlino.com/imu_guide.html 
Intitialization
Calculate 
Vector
Determine 
Direction
Output:
Right
Left
Forward
Reverse
Stop/Standby
Collect 
data
Figure 32: Calculated vector from accelorometer data 
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+$ 	 , ,
' , ( - 
 
Table 10: LSB Sensitivity Values 
AFS_SEL Full Scale 
Range 
LSB Sensitivity FS_SEL Full Scale 
Range 
LSB 
Sensitivity 
0 ±2g 16384 LSB/g 0 ±250 °/s 131 LSB/°/s 
1 ±4g 8192 LSB/g 1 ±500 °/s 65.5 LSB/°/s 
2 ±8g 4096 LSB/g 2 ±1000 °/s 32.8 LSB/°/s 
3 ±16g 2048 LSB/g 3 ±2000 °/s 16.4 LSB/°/s 
 
      
2. Define the Estimated Output Vector Rest, which will hold the estimated vector based on the 
combining of the accel and gyro data collections :   ./01$ 	 % 2345 , '2345 , (2345) 
 
3. If this is the first iteration then assign the Rrest with the Racc(norm) values: 
Rrest (0) = Racc(norm) (0) 
 
4. Define the gyroscope vector as shown in Figure 33:  
 6'.7 	 % 6'.7, '6'.7, (6'.7) 
 
The following is a few notes explaining why the 
accelerometer data is the only data that can be used in 
the first iteration, for a further explaination please refer 
to the tutorial referenced on the previous page. 
Note:  8( 	 9( :  ;$ * 8(; 
 *Therefore Rgyro cannot be defined till after t0 
Now:  8($ 	  8( (n-1) + 9 8<=$ > ? 
 Where T is the period. (? 	 @ : @A$ 
 8( : 1$ 	  9+B92 C2345 : 1$, (2345 : 1$D  
 
 
 
 
Figure 33: Gyroscope Vector 
 
30 
5. Calculate the vector for the gyroscope data using the following formulas (make sure it is not 
normalized): 
6'.7 	  1E1 * cotI8($J > sec C8'($D
 
 '6'.7 	  1E1 * cot C8'($D > secI8($J
 
 (6'.7 	  M!N I(6'.7J > E1 : 6'.O : '6'.O  
Where M!N I(6'.7J 	 M!N I(P345  : 1$J . 
  
6. Finally define and calculate the Rrest vector using these formulas, be sure to use the non-
normalized values for this step: 
P345  $ 	  Q *  6'.7 > R6'.7$1 *   R6'.7$  
'P345  $ 	  Q' *  '6'.7 > R6'.7$1 *  R6'.7$  
 
(P345  $ 	  Q( *  (6'.7 >  R6'.7$1 *   R6'.7$  
  
Where R6'.7 	 5 : 20 
 
7. Define the Rnorm vector and normalize the Rrest vector to create the values for the Rnorm 
vector : 
./01 	  E2345  $ *  '2345  $ *  (2345  $ 
ST2U$ 	 2345$./01  
'ST2U$ 	 '2345$./01  
(ST2U$ 	 (2345$./01  
 
8. Set the Rrest current(n) to Rrest previous (n-1) to use in the next iteration. 
  
 
31 
We constructed the physical sensor as shown in Figure 34. 
We sewed the Lilypad battery holder and the Lilypad Xbee 
breakout board an AAA battery holder to the top of the glove 
shown to minimize the chance of these components getting 
hit or becoming in the way during testing. At the bottom of 
glove on top of the hand, we attached the ArduIMU+ V3 IC 
board onto a Lily Pad protoboard. The protoboard is not 
required since no external parts were added, so it is 
recommended that use of this be omitted in future 
prototypes unless needed for external parts were added. The 
construction was ceased after the attachment of the 
ArduIMU+ V3 IC to the protoboard because the soldering 
iron used was not calibrated correctly, overheating the chip, 
and causing a  ESD during the soldering process. Conductive 
thread would have been used to connect the power to each 
of the other two modules and to connect the Xbee breakout 
to the Tx and Rx pins of the AdruIMU+ V3 chip. This special 
thread was purchased from Sparkfun and is part of the 
Lilypad line of Arduino products.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 34: Actual Glove Sensor Unit we constructed 
 
32 
IV. INTEGRATION AND TEST RESULTS  
We have been unable to combine the system parts due to the problems stated in the previous 
sections. The chair not moving made it impossible to check the Control Module part.  
i. HACKING THE WHEELCHAIR 
 We already explained idea behind the method of using the blue and yellow wires of the joystick to 
directly receive voltages. The range of these voltages was predetermined through the previous tests 
our results of these tests are summarized in the table below.  
Table 11: Wire Voltage Breakdown 
 Color Wire Minimum Voltage 
(V) 
Maximum Voltage 
(V) 
Power Red 4.98 - 
Right Blue 3.3 3.8 
Left Blue 0.8 1.9 
Forward Yellow 0.8 1.8 
Backward Yellow 2.8 3.8 
 
Therefore, the voltage range of the single direction commands was determined. The code must give 
the minimum voltage to move in a single direction. The smaller the voltage the slower the chair will 
move; this is independent of the speed potentiometer.  
The voltage levels differed for other directions and  the table below shows the voltages on the wires 
and the resulting movement.  
Table 12: Test Trial to Move Chair in Diagonal Direction 
Intended Direction  Yellow Voltage (V) Blue Voltage (V) Actual Direction 
Forward Right 2.8 V 3.3 V  Right Only  
Forward Right 3.3 V 3.3 V Forward Right  
 
From this test, it is learned that when the chair is moving in two directions at once the voltages on 
the wires is the same higher voltage. We summarized the needed voltage values for the remaining 
four directions in Table 13. 
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Table 13: Voltage Breakdown in Diagonal Directions 
Intended Direction  Yellow Voltage (V) Blue Voltage (V) 
Forward Right 3.3  3.3  
Forward Left 2.8 2.8  
Back Right 1.8 3.3 
Back Left  1.8 1.5 
 
We now had voltage values to integrate into the control module code, so the control module could 
properly assign voltage to the yellow and blue control wire outputs. 
ii. CONTROL MODULE 
The first step of designing the code for the Module involved created a way to test if the initialization 
sequence started the SPI interface of the Atemga328p microcontroller chip. We accomplished this 
by activating the SPI and initializing the DACs to output the default voltage (See box below for code 
used).  
 
 
 
 
 
 
Figure 35: Results of Initializing the SPI and DACs 
The Oscilloscope capture of the trial initialization can be seen in Figure 35. Once this code was 
verified to output 2.5 volts to Both the Yellow and Blue Wires, the case statement was added to 
cycle through all the direction choices. The Oscilloscope was used to measure these values to 
ensure that there were no glitches in the code over time.  
Initialize_SPI_Master();  
sei();  
 
 // Initalize wires: 2.5 Volts on both blue and yellow wires  
    Transmit_SPI_Master(0x800, 0x01); // Set Channel Select for Yellow   
    Transmit_SPI_Master(0x800, 0x02); // Set Channel Select for Blue  
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Table 14, below illustrates the expected voltages.  
Table 14: Expected Values 
Direction  Value of “test”  Voltage on Yellow 
Wire  
Voltage on Blue Wire 
Forward (1) 0b00000001 2.5 1.2 
Forward Right (2)  0b00000010 3.6 3.6 
Right (3) 0b00000011 2.5 3.6 
Backward Right (4) 0b00000100 1.2 3.6 
Backward (5) 0b00000101 2.5 3.6 
Backward Left (6) 0b00000110 1.2 1.2 
Left (7) 0b00000111 2.5 1.2 
Forward Left (8) 0b00001000 3.6 1.2 
Error 0b01001000 2.5 2.5 
 
To make test this part of the code the variable “test” was checked and the output of the DACs were 
tested and recorded in Table 15. 
  
Table 15: Readout of ADCs using the Arduino UNO 
Direction  Value of “test”  Voltage on Yellow 
Wire  
Voltage on Blue Wire 
Forward (1) 0b00000001 2.43 1.18 
Forward Right (2)  0b00000010 3.55 3.56 
Right (3) 0b00000011 2.43 3.56 
Backward Right (4) 0b00000100 1.19 3.56 
Backward (5) 0b00000101 2.43 3.56 
Backward Left (6) 0b00000110 1.18 1.18 
Left (7) 0b00000111 2.43 1.19 
Forward Left (8) 0b00001000 3.56 1.19 
Error 0b01001000 2.45 2.44 
 
The discrepancies in the voltages are due to the offset error of the DACs and the stepdown 
converter on the Arduino UNO. The DACs and the Arduino have an offset of ±0.02%. These offsets 
are accounted for and the resulting voltages are within the usable range. The Screen Captures of the 
Oscilloscopes can be seen in Figures 36 to 44. 
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Figure 36: The transmission terminal sent the packet 
“0b00000001”. Channel 1 (Yellow) is the Yellow wire and 
Channel 2 (Green) is the Blue wire. 
 
Figure 37: The transmission terminal sent the packet 
“0b00000010”. Channel 1 (Yellow) is the Yellow wire and 
Channel 2 (Green) is the Blue wire. 
 
Figure 38: The transmission terminal sent the packet 
“0b00000011”. Channel 1 (Yellow) is the Yellow wire and 
Channel 2 (Green) is the Blue wire. 
 
Figure 39: The transmission terminal sent the packet 
“0b00000100”. Channel 1 (Yellow) is the Yellow wire and 
Channel 2 (Green) is the Blue wire. 
 
Figure 40: The transmission terminal sent the packet 
“0b00000101”. Channel 1 (Yellow) is the Yellow wire and 
Channel 2 (Green) is the Blue wire. 
 
Figure 41: The transmission terminal sent the packet 
“0b00000110”. Channel 1 (Yellow) is the Yellow wire and 
Channel 2 (Green) is the Blue wire. 
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Figure 42: The transmission terminal sent the packet 
“0b00000111”. Channel 1 (Yellow) is the Yellow wire and 
Channel 2 (Green) is the Blue wire. 
 
Figure 43: The transmission terminal sent the packet 
“0b00001000”. Channel 1 (Yellow) is the Yellow wire and 
Channel 2 (Green) is the Blue wire. 
 
Figure 44: The transmission terminal sent the packet “0b01001000”.  
Channel 1 (Yellow) is the Yellow wire and Channel 2 (Green) is the Blue wire. 
Based on these results compared to the desired results on 
pages 24 and 32 Control module will produce the voltages 
necessary to control the wheelchair. To integrate into the 
chair, the outputs of the DACs were connected to the 
corresponding blue and yellow wires. Due to the fact that the 
schematics for the chair are proprietary information of the 
Invacare Company, we were forced to work without a 
schematic. This means that we had to determine and create a 
common ground between the chair and the Arduino board. 
Under the assumption that the batteries were in parallel, the 
Arduino UNO was connected to one of the batteries are seen 
in Figure 45. The theory behind this is that the motor only 
seemed to use 12.7 Volts or the two batteries in parallel.    
 Figure 45: Assumed Battery Configuration 
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Upon connecting everything up, the 
22 Gauge wire we used to create the 
common ground burnt up. Through 
further investigation, it was 
determined that the batteries were 
actually in series. Furthermore, the 
wire burnt up because the UNO was 
connected to the first battery of the 
daisy chain. The actual configuration 
can be seen in Figure 46.   
 
The wire burnt up because it had a large 
amount of current running through it. In 
placing the return of the Arduino at the end 
of the first battery the ground wire essentially shorted 12 volts through the wire. This means that 
we passed 600 Amps through a 22 gauge wire.   
 
M 	  	 120.02 V 	 600 8 
 
This current far surpasses the current limit on 
the wire. This error resulted in damage to the 
control box on the chair, which controls the 
motors. This damage can be fixed by getting a 
new control box.  
The correct way to configure the circuitry in 
reference to the batteries can be seen in the 
figure to the right (Figure 47). The Arduino UNO 
and chair ground must be connected correctly or 
the difference in potential will create a 
discrepancy in the reference voltage and the 
chair will not move.  
Upon encountering this error, we were forced to 
focus on the device without the chair. The testing 
continues onto the next section.  
 
Figure 47: Optimal Configuration 
Figure 46: Actual configuration of batteries on wheelchair 
 
38 
iii. WIRELESS  
By adding to the code and configuration of the control module, we created the wireless. The system 
uses the USART to assist in the transmission of the code. To test the code, for the transmitting Xbee, 
is loaded to an Arduino UNO with an Xbee shield and Xbee radio.  This Xbee then transmits a set 
variable ‘test’. This variable is then received by the receiving terminal, or control module. The 
expected values are the same as those in Table 14 of the previous section. The results of the test of 
this system were similar to the results displayed in Table 16 but there are minute differences at the 
0.01V sensitivity range, proving the accuracy of the system to a tenth of a volt. 
 
 Table 16: Results of Testing Wireless System 
Direction  Value of “test”  Voltage on Yellow 
Wire  
Voltage on Blue Wire 
Forward (1) 0b00000001 2.44 1.18 
Forward Right (2)  0b00000010 3.55 3.55 
Right (3) 0b00000011 2.44 3.57 
Backward Right (4) 0b00000100 1.18 3.56 
Backward (5) 0b00000101 2.43 3.57 
Backward Left (6) 0b00000110 1.19 1.18 
Left (7) 0b00000111 2.43 1.18 
Forward Left (8) 0b00001000 3.57 1.19 
Error 0b01001000 2.44 2.44 
 
Therefore, the wireless system can be integrated with the control modulus with an appropriate 
degree of accuracy.  
iv. SENSOR CIRCUIT 
The first step of designing the code for the ArduIMU+ V3 IC involved created a way to test if the 
initialization sequence did in fact complete using the SPI interface of the Atemga328p 
microcontroller chip. We did this by using a code to light an LED on the IC if a desired point in the 
code where we placed this function was reached(See Table below for code expert used).  
Table 17: Test function we used to test The initialization sequence of our code. 
void Made_it_to_this_point (void) //test code that lights a blue LED on the ARDUIMU chip 
{ 
 int i=0; 
   for (i=0; i<1; i++ ){ 
   PORTD |= (1<<PORTD6);     // write a 1 to D6 to light blue LED 
    _delay_ms(1000);     //Wait 1 second 
    PORTD &= ~(1<<PORTD6);        //Turn led off 
    _delay_ms(1000);     //Wait another second 
   } 
} 
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Looking at the Schematic of the ArduIMU IC, (3DRobotics & 
DIYDrodes)there was two LED’s available for use in this test. 
We placed a magnified portion of the schematic highlighting 
these LED’s locations. From this image, we also can see that 
SCK  of the SPI lights  an LED at the frequency of the SPI clock 
(3DRobotics & DIYDrodes). 
 
A few key observations that 
would be useful for others to know when setting up the SPI for 
this IC(or any multi slave system utilizing SPI): 
• The SS pin that is part of the SPI internal system is not connected to the MPU6000 but must 
still be initialized for proper use of the SPI on the Atmega328p chip, which probably holds 
true for any similar chips. 
• The D4 port is used as the SS for the MPU6000 chip. This must be initialized at the same 
time as the designated SS in Port B. 
• All SS used must be initialized to outputs and only one activated at a time.  
While these observations might be obvious now that you the reader are aware of them, they were 
not clear when we first began troubleshooting our code, so we thought it would be worth 
mentioning so others could avoid similar mistakes such as not setting the SS pin as an output when 
designing their code. 
After it could be proven that the initialization could complete, we then needed a way to see the data 
the sensors were collecting to effectively troubleshoot the portions of the code that calculate the 
vector the hand moves and the portion that determines direction based on that vector. We chose to 
use a simple terminal called PuTTY that used the USART system available on the Atmega328p to 
output printf() commands to the terminal. We downloaded PuTTY from this link: 
http://www.putty.org/ . Using the configuration window below on the left, we selected Serial and 
typed COM4(COM port specific to our comp), and the baud rate defaulted to 9600 for my comp but 
this can be altered by typing in an alternative baud rate. The screen on the right shows further 
configurations for the terminal. The ones in the image capture match my necessary settings. If these 
need to be altered, then parts of the USART.h header file must also be changed for the USART 
Figure 48: Magnified portion of the ArduIMU+ 
V3 schematic showing LED's on D6 and D5 
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system to function correctly (ie. Everything must agree).
 
Figure 49: The configuration windows for a PuTTY terminal specifically setup for use with our code. 
 
Using the above configurations we ran a series of tests to determine the accuracy of the vector math we 
had implemented in our code. We came across issues printing floating point numbers (numbers with a 
decimal point) and had to settle for multiplying numbers by 100 and printing them as integers. After 
determining the raw data and the computed data were accurate for the accelerometer we went on to 
test how different movements affected the vectors to a measurable degree. This is important because 
there was no evidence that minute human movement could infact be captured accurately for a repeated 
gesture. We summarized our final best movements and the movement to the chair with which we 
would associate them in Table 18 on the following page. 
From the table it is apparent that despite the datasheets explaining that the Z-axis is perpendicular to 
ground, it is actually the Y-axis that appears to be affected by force when the IC is not moved. This needs 
to be further tested, and the goals of this project that were not completed when the IC failed include 
this issue stated above, verifying the accuracy of the data calculations for the Gyro and the estimated 
final data based on a combination of the gyro and accelerometer data. We have listed the math 
equations previously, in the Sensor Circuit section on page 27, that were implemented in the code but 
the entire math algorithm could not be verified as functioning beyond the accelerometer normalization 
portion. While the math is proven to work, the algorithm could still contain some minor errors that need 
to be uncovered and addressed. 
 
We finally though were able to reliably move our hand in a specific motion and read out the correct 
movement, a PuTTY terminal in Figure 49 shows the print out of one of these tests. 
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Figure 50: PuTTY Terminal Outpu 
Table 18: Vector Breakdown 
Movement of Wheelchair Movement of hand* Value ranges of 
accelerometer data 
Stop  Still, with hand palm down and 
parallel to floor 
X:  -20<X<20 
Y:  90<Y 
Z:  -10<Z<10 
Right Rotating to the right wrist until 
palm of hand is perpendicular 
to the floor. 
X:  X<-90 
Y: -10<Y<10 
Z: -10<Z<10 
Left Rotating to the left  wrist until 
palm of hand is perpendicular 
to the floor. 
X:  90<X 
Y: -10<Y<10 
Z: -10<Z<10 
Forward Moving hand straight up while 
keeping it parallel to floor. 
X:  -20<X<20 
Y:  90<Y 
Z:  10<Z 
Backward Moving hand straight down 
while keeping it parallel to 
floor. 
X:  -20<X<20 
Y:  90<Y 
Z:  Z<-10 
*Note that as shown in Figure 34, the ArduIMU+ V3 IC mounts onto the back of the hand with the top of the circuit (the 
surface the reset button is located) facing up to the user, away from the glove. 
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V. CONCLUSION  
We were able to achieve most of what we set out to accomplish with this project. We created a 
wireless system that decodes specific hand movements and sends corresponding directions to a 
potentiometer designed wheelchair control system. Though we could not test the system on how 
well it drives an electric wheelchair motor, we could emulate test scenarios and the results 
emulated joystick control signals accurately. Due to time constraints we were not able to create an 
engage mechanism (termed the automatic stop ability) for the wheelchair. We postulated that this 
would be a simple addition to the hand circuit, we would simply have to open the circuit and insert 
the switch at that break point. We experienced several cases of accidental damage to the control 
circuitry of the chair and the wiring failures during the development and integration phases caused 
the project progress to be stopped entirely for short periods. We concluded that it would be very 
beneficial to have good documentation on the wheelchair control module and motor to avoid this 
unnecessary experimentation and time loss. 
After working with the sensor IC,  ArduIMU+ V3, it seems to be more work than it’s worth to us, so 
we wanted to research if at this stage looking back on our project, if there was alternative IC 
options that we would recommend to anyone wishing to continue our work. We collected the best 
options for consideration in the tables below. The IC we used (ArduIMU+ V3) is at the top to 
provide easy comparison. 
The first table contains a collection of microcontroller IC’s, all of which are Arduino based. This of 
course is not the only option available; however they offer a unique brand of wearable electronics 
which uniquely fit our project because the electronics can be washed if the battery is removed.  
 
 
 
 
 
 
 
 
 
 
 
 
43 
Table 19: Hand Circuit Alternatives 
Circuit board 
Options 
Modifications to 
code 
Cost  Pros Cons 
ARDUIMU+ 
V3 (current 
board) 
NONE $79.95 
+shipping 
Current software 
doesn't need 
altering 
If something goes out on 
the chip it is hard to fix and 
expensive to replace. Need 
external battery and not 
waterproof, need external 
battery power and an 
adapter if using LiPo 
Lilypad 
Arduino 
Simple Board 
& Alternate 
Sensor 
Must edit code for 
new sensor input; SPI 
interfacing capability 
will minimize this 
conversion 
$19.95 
+shipping 
+price of 
sensor 
Water proof *, 
lithium battery 
attachment port. 
LiPo batteries 
range from ($7-
$20) 
Less pins available for 
necessary i/o of data 
Lilypad 
Arduino 328 
Main Board & 
Alternate 
Sensor 
Must edit code for 
new sensor input; SPI 
interfacing capability 
will minimize this 
conversion 
$24.95 
+shipping 
+price of 
sensor 
Water proofed*. 
More pins than 
other mentioned 
microcontrollers 
allowing for 
maximum flexibility 
in hardware design. 
No LiPO connector, could 
still run LiPo batteries but 
need an extra small $15 
board for the adaption 
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Since most sensors and microcontrollers are not on the same IC, we provide below other sensor 
alternatives. All the sensors mentioned in the second table do not require Arduino specific 
hardware to function; we simply saw the Lilypad Arduino products the best fit to the project 
specifications. 
Table 20: Sensor Alternatives 
Alternate Sensor 
IC's  
Modifications 
to code 
Cost  Pros Cons 
9 Degrees of 
Freedom - MPU-
9150 Breakout 
Only I2C 
interface 
available so 
code needs to 
be altered 
from SPI to 
I2C  
$49.95 
+shipping
+ cost of 
microcon
troller 
The MPU6000 
and MPU6050 is 
nearly the same 
with a few more 
limitations to the 
MPU6050. The 
sensor IC board is 
small here 
Not water 
proof. 
Lilypad 
Accelerometer 
ADXL335 
analog input 
interface 
only. 
$24.95 
+shipping
+ cost of 
microcon
troller 
Waterproof*, 
small 
Need three 
separate analog 
ports available 
on the 
microcontroller 
or a separate 
ADC added to 
the circuitry. 
Sensor Kit*** With just the 
accel same as 
above 
modification, 
and gyro 
would need 
an I2C setup. 
$199.95+
shipping+ 
cost of 
microcon
troller 
It includes all 
needed sensors 
(gyro, accel, and 
various touch 
sensors**) 
however it is most 
feasable as a 
refrence to all the 
sensors out there 
It contains no 
waterproof 
circuitry or 
wearable IC. 
Also its very 
expensive and 
most of the 
sensors are not 
necessary to the 
project. 
9 Degrees of 
Freedom - Sensor 
Stick 
needs I2C 
interfacing 
$99.95 
+shipping
+ cost of 
microcon
troller 
SMALL!! All the 
sensors and the 
digital interface to 
I2C limiting the 
pins needed form 
a microcontroller 
not water proof. 
*This means that it can be washed in a washing machine with the battery removed. This does not 
imply that the device can be submerged during use. 
**One of which needs to act as a trigger switch for the user so they can differentiate hand gestures 
for moving the chair from hand gestures for conferring or completing other daily tasks 
***Reference only, not a recommended buy. 
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VII. APPENDICES  
A. SENIOR PROJECT DESIGN ANALYSIS 
APPENDIX D — ANALYSIS OF SENIOR PROJECT DESIGN -Response 
Project Title: Alternative Wheelchair Control System 
 
Student’s Name: Jessica Hendricks and Tara Keigharn 
 
Student’s Signature: ___________________________  Student’s Signature: ___________________________   
Advisor’s Name: Tina Smilkstein  
 
Advisor’s Initials: __________ 
 Date: 12/3/12 
 
Summary of Functional Requirements  
The control system will allow a person to operate the wheelchair remotely using hand movement in predetermined 
directions without having to use a joystick. These directions include Forward, Backward, Left, Right and Stop.  
 Primary Constraints  
One great limitation is that we wanted to use a system that was restrained to using the wheelchair battery as a power 
source. This meant we had to reduce the power to a 5V constant voltage from a 24V DC voltage that exponentially 
decade right before it needed a recharge. We had to ensure that the system would either work or turn off when the 
power supply was no longer sufficient.  
Another limiting factor was the consumer requirement to use a sensing system for direct hand movement using a glove 
as part of the device caused elimination of button type of solutions that the person operating the wheelchair could press. 
The reason for the limitation was the idea that using the glove would give the user more versatile control.  
Economic  
• Human Capital –  
People on the consumer side will realize they don’t have to sacrifice social acceptance to be independent in relation to 
their personal transportation. Also this product will cause others skilled in creating such systems to consider a new way 
of approaching the design of wheelchair control systems. 
• Financial Capital –  
This product needs investors willing to produce a product that meets the same goals as products already on the market, 
but using a very different method. There will most likely be a small impact because a greater majority of investors will 
not see a great monetary gain with this opportunity. More than likely a final version product design will be sold and 
improved by a company already specializing in wheelchair control systems. 
• Manufactured or Real Capital –  
According to the UCSF, http://dsc.ucsf.edu/table.php?pub_id=1&section_id=1&table_id=2 , less than half of the 
leading conditions completely eliminate the use of a person’s arms and hands. However most of the conditions can 
make using a typical joystick uncomfortable, such as arthritis. Of the 155,000 using electric wheelchairs, atleast 25% 
could potentially want to use this device. That would be around 40,000 people. This would be considered a limited 
consumer base, so the real and manufactured capital won’t be that significant. 
• Natural Capital –  
There is no direct benefit to our product, but by manufacturing this product, there will be more waste added to landfills 
and recycling facilities when manufacturing this product and when the product breaks at the end of its life time. Despite 
it low impact to this type of capital, there will be attempts to lower the affect the product does have on natural 
resources.  
• When and where do costs and benefits accrue throughout the project’s lifecycle?  
Costs are incurred to create the glove sensor system, all other parts, and to maintain the wheelchair being used for field 
testing. Also the batteries powering the glove sensor will need repeated replacement throughout the products lifetime. 
• What inputs does the experiment require? How much does the project cost? Who pays?  
The product requires hand movement in predetermined directions. It is estimated to cost $200 dollars to build, which is 
being paid by the Senior Project Fund. 
Original estimated cost of component parts (as of the start of your project).  
$250 
• Actual final cost of component parts (at the end of your project)  
$300 
• Attach a final bill of materials for all components.  
 See attached page. 
• Additional equipment costs (any equipment needed for development?)  
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$150 for new wheelchair, not part of the project itself 
 • How much does the project earn? Who profits?  
No monetary  profit made from this project by any party involved.  
Timing  
• Original estimated development time (as of the start of your project), as Gantt or Pert chart:   
4 months 
• Actual development time (at the end of your project), as Gantt or Pert chart:  
6 months 
 
 
WHAT HAPPENS AFTER THE PROJECT ENDS?  
If manufactured on a commercial basis:  
• Estimated number of devices sold per year:  
based on 155,000 current possible consumers, if 25% buy the product in the next year and need replacements in 5years, 
average per year sale is about 6000 units. 
• Estimated manufacturing cost for each device:  
estimated $200 cost of prototype can be reduced by a minimum of 20% by bulk ordering, so each device could cost as 
little as $160 to build. 
• Estimated purchase price for each device:  
Average price should be around $400, allowing a cost of $140 for labor and manufacturing equipment, and still making 
at least a $100 profit.  This is not  a final, but an educated conservative estimation, as the product manufacturing costs 
and labor to assemble device is yet to be determined. 
• Estimated profit per year:   
$600,000 based on previous estimations. 
• Estimated cost for user to operate device, per unit time (specify time interval):  
$20 per year to replace or recharge battery in glove sensing part of the unit.  
Environmental  
• Describe any environmental impacts associated with manufacturing or use, explain where they occur and quantify.  
Waste incurred when packaging system, manufacturing the system(ie electricity, waste of extra conductive thread when 
securing it to the garment etc.), and changing the battery in the glove sensor. 
• Which natural resources and ecosystem services does the project use directly and indirectly?  
Natural resources include conductive metals and material to make thread and cloth. Ecosystem services used is 
unknown at this time. 
• Which natural resources and ecosystem services does the project improve or harm?  
Unknown. The product will not be mass produced, so any impact it will have on natural resources and ecosystems will 
be limited. 
• How does the project impact other species?  
Unknown. There is no current documentation of how an electric wheelchair current impacts any other species beside 
homo sapiens. It is unlikely that our alternative control system will change how the overall wheelchair system will 
affect other species. 
Manufacturability  
• Describe any issues or challenges associated with manufacturing. 
The plan to use sewable electronics meshes sewing machines into the regular manufacturing system for tradition 
electronic gadgets. It is unlikely that any manufacturing system incorporates this pairing, so it would be extremely 
costly to make an automated manufacturing system for the entire process of creating this product. 
The alternative is manual labor to sew the parts together, which still incurs some cost, and also introduces a lot of 
possibility for error.  
Overall this system in its current form is not easily manufacturable. Revisions of the design must be considered before 
it is cost effective to manufacture this product. 
Sustainability  
• Describe any issues or challenges associated with maintaining the completed device, or system.  
One major issue is that the glove, intended for everyday use, will likely become in need of repair or replacement long 
before the electronics attached to the device will more than minimal maintenance. 
The batteries on the glove sensor portion of the product will require consistent chargering/replacing. If the person using 
the wheelchair fails to keep necessary equipment on hand to charge or replace the batterys, they will be stranded unit 
they can get assistance. 
• Describe how the project impacts the sustainable use of resources.  
If a rechargeable version of the battery is used, then the product will impact sustainability in a positive manner, with the 
product producing little other waste besides the electricity used to power the control system when in operation. Also the 
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intent to build a power saving mode into the control system to use minimal power when not in use will positively 
impact the goal of sustainability. 
• Describe any upgrades that would improve the design of the project.  
Incorporating all parts of the glove sensor to on flexible integrated circuit that can be more easily incorporated to the 
glove shape will not only make the product more consumer desirable, but increase manufacturability of the product 
overall.  
• Describe any issues or challenges associated with upgrading the design. 
The IC posed to be created will cost a lot of money to create initially and the manufacturing costs maybe to steep to be 
practical for the consumer base estimated. 
Ethical  
• Describe ethical implications relating to the design, manufacture, use, or misuse of the project.  
This product can be easily misused through tampering with the wireless signals between the sensor and the wheelchair. 
The wheelchair could be run remotely either intentionally or unintentionally, but only in a limited radius. By removing 
the control of the wheelchair from its intended user, they can be put into life threatening situations. 
This scenario however would take considerable skill and knowledge, the larger concern is crosstalk between two 
individuals using the same product that are within range of each other. Further testing of this scenario is necessary to 
make an ethically sound decision of the safety of this product. 
Health and Safety  
• Describe any health and safety concerns associated with design, manufacture or use of the project.  
There is great concern with the user retaining the same amount of control of over the wheelchair movement that is 
achieved with a joystick controller. Our product’s design allows the user all of these same controls.  
The health of the individual physically should not change much, since the energy to operate our product is roughly the 
same amount of energy used to operate a joystick. However the wellbeing of patients who suffer from diseases that 
limit their motor function could potentially find our product boosts their moral and emotional state because our product 
is designed to be less socially awkward, which is an important problem among many current alternative control system 
products.  
Social and Political  
• Describe social and political issues associated with design, manufacture, and use.  
• Who does the project impact? Who are the direct and indirect stakeholders?  
This product impacts the electric wheelchair users directly, and the manufacturers of other control systems indirectly.  
It will offer those directly impacted in a positive way by allowing them a new option for their wheelchair control 
system. 
• How does the project benefit or harm various stakeholders?  
It could negatively affect the manufacturers of other alternative systems because they serve all wheelchair users, but 
cater to users that have little to no control of their body bellow their neck, which is not most of the people who are in 
need of the alternate control systems. With a new option not currently on the market becoming available, the other 
manufacturers could potentially lose a lot of their business. 
• To what extent do stakeholders benefit equally? Pay equally? Does the project create any inequities?  
Unsure at this time. See above answer. 
• Consider various stakeholders’ locations, communities, access to resources, economic power, knowledge, skills, and political 
power.  
Most Manufacturers of the control systems are part of a larger business making electric and non-electric wheelchairs 
and scooters. So even if they lose a little business because of this new product, they still have a large consumer base for 
their main products, a product needed for our product to be of use to anyone.  
Development  
• Describe any new tools or techniques, used for either development or analysis that you learned independently during the 
course of your project. Include a literature search.  
We as a team learned a great deal of knowledge about how electric wheelchairs work, and about the companies that 
assist wheelchair users in purchasing and maintaining their wheelchairs and other products, such as car lifts, that tailor to 
wheelchair users. We learned also more about how microcontrollers can communicate data with computers, and how various 
motion sensors actually function. Over all we expanded our knowledge with the C programming language and the capabilities of 
microcontrollers and wireless communication devices. 
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B. PARTS LIST AND COSTS  
The following table notes all costs currently incurred in the project thus far. The assumption for this 
product is that the chair is already owned. Products that we had previously are included, indicated 
with gray. This is to determine an accurate cost analysis for this project.  
Table 21: Cost Analysis 
Sub System  Part  Price 
Voltage Regulator Adrunino UNO  ($29.95) 
“                    ” 2 DACs  (MCP4921) $4.60 
Hacking Wheelchair Car Battery Charger (used to 
maintain batteries) 
$32.39 
Wireless 2 Xbee 1mW Trace Antenna - Series 1 
(802.15.4) 
$45.90 
“                    ” Adrunino UNO (for Testing) ($29.95) 
“                    ” 2 Xbee Shield  $49.90 
“                    ” Xbee Explorer Dongle $24.95 
“                    ” Lilypad Xbee (for Sensor Circuit) $14.95 
Sensor Circuit DIYDrones ArduIMU+ V3 $59.01 
“                    ” FTDI Cable $22.34 
“                    ” Conductive Thread (Thick) - 50' $10.95 
“                    ” Lilypad Power Supply $14.95 
“                    ” Lilypad Protoboard Large $6.95 
TOTAL:                          $291.89  
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C. SCHEDULE - TIME ESTIMATES (NOTE TO SEE ENTIRE SCHED ZOOM OUT UNITL THIS AND THE NEXT PAGE ARE SIDE BY SIDE) 
The following image is the final progress report of our project . From this we demonstrate that we accomplished over 90% of our intended 
project scope.  
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D.  PROGRAM LISTING FOR CONTROL BLOCK: 
#define F_CPU 16000000 //define internal CLK speed  
#define MOSI 3 // PB pin 3  
#define SCK 5 // PB pin 5  
#define SS 2 // PB pin 2  
#define SS_2 1 // PB pin 1  
#define BAUD_PRESCALE 103 
 
#include <stdlib.h> // Standard C library  
#include <avr/io.h>  
#include <util/delay.h>  
#include <avr/interrupt.h>  
 
void Initialize_SPI_Master(void) {  
 SPCR = (0<<SPIE) | //No interrupts  
 (1<<SPE) | //SPI enabled  
 (0<<DORD) | //shifted out LSB  
 (1<<MSTR) | //master  
 (0<<CPOL) | //rising leading edge  
 (0<<CPHA) | //sample leading edge  
 (0<<SPR1) | (0<<SPR0) ; //clock speed  
 SPSR = (0<<SPIF) | //SPI interrupt flag  
 (0<<WCOL) | //Write collision flag  
 (0<<SPI2X) ; //Doubles SPI clock  
 PORTB = 1 << SS; // make sure SS is high  
}  
 
void Transmit_SPI_Master(int Data, int DAC) {  
 if (DAC == 1){ 
  PORTB = 0 << SS; //Assert slave select  
  SPDR = ((Data >> 8) & 0xF) | 0x70; //Attach configuration Bits onto MSB  
  while (!(SPSR & (1<<SPIF)));  
  SPDR = 0xFF & Data;  
  while (!(SPSR & (1<<SPIF))); PORTB = 1 << SS;  
 }else{ 
  PORTB = 0 << SS_2; //Assert slave select  
  SPDR = ((Data >> 8) & 0xF) | 0x70; //Attach configuration Bits onto MSB  
  while (!(SPSR & (1<<SPIF)));  
  SPDR = 0xFF & Data;  
  while (!(SPSR & (1<<SPIF))); PORTB = 1 << SS_2; 
  } 
}  
 
void usart_init(uint16_t baudin, uint32_t clk_speedin) 
{ 
 uint32_t ubrr = (clk_speedin/16UL)/baudin-1; 
 UBRR0H = (unsigned char)(ubrr>>8); 
 UBRR0L = (unsigned char)ubrr; 
 /*UBRR0H = (BAUD_PRESCALE>>8); 
 UBRR0L = BAUD_PRESCALE;*/ 
 /* Enable receiver and transmitter */ 
 UCSR0B = (1<<RXEN0)|(1<<TXEN0); 
 /* Set frame format: 8data, 1stop bit */ 
 UCSR0C = (0<<USBS0)|(3<<UCSZ00); 
 UCSR0A &= ~(1<<U2X0); 
} 
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/*the send function will put 8bits on the trans line. */ 
void usart_send( uint16_t data ) 
{ 
 /* Wait for empty transmit buffer */ 
 while ( !( UCSR0A & (1<<UDRE0)) ); 
 /* Put data into buffer, sends the data */ 
 UDR0 = data; 
} 
 
/* the receive data function. Note that this a blocking call 
Therefore you may not get control back after this is called  
until a much later time. It may be helpfull to use the  
istheredata() function to check before calling this function 
 @return 8bit data packet from sender 
*/ 
uint16_t  usart_recv(void){ 
 /* Wait for data to be received */ 
 while ( !(UCSR0A & (1<<RXC0)) ); 
 /* Get and return received data from buffer */ 
 return UDR0; 
} 
 
/* function check to see if there is data to be received 
 @return true is there is data ready to be read */ 
uint16_t  usart_istheredata(void){ 
  return (UCSR0A & (1<<RXC0)); 
} 
 
 
int main(void)  
{  
  
DDRB = 1<<MOSI | 1<<SCK | 1<<SS | 1<<SS_2; // make MOSI, SCK, SS, and SS_2 outputs 
 
usart_init(9600, 16000000); 
 
uint8_t test = 0b00000000; 
  
Initialize_SPI_Master();  
sei();  
 
 // Initalize wires: 2.5 Volts on both blue and yellow wires  
    Transmit_SPI_Master(0x800, 0x01); // Set Channel Select for Yellow   
    Transmit_SPI_Master(0x800, 0x02); // Set Channel Select for Blue  
 
while(1){  
    switch (usart_recv()){   //use test for   
        
   case 0b00000001:{     //Forward (1) 
    // Set Yellow Wire to 2.5 Volts  
       Transmit_SPI_Master(0x800, 0x01); // Set Channel Select for 
Yellow  
 
    // Set Blue Wire to 1.2 Volts  
       Transmit_SPI_Master(0x3E8, 0x02); // Set Channel Select for 
Blue 
       break;} 
 
 
55 
   case 0b00000010:{   //Forward Right (2) 
    // Set Yellow Wire to 3.6 Volts  
       Transmit_SPI_Master(0xBB8, 0x01);  
 
    // Set Blue Wire to 3.6 Volts  
       Transmit_SPI_Master(0xBB8, 0x02);  
       break;} 
 
   case 0b00000011:{    //Right (3)  
    // Set Yellow Wire to 2.5 Volts 
       Transmit_SPI_Master(0x800, 0x01);  
 
    // Set Blue Wire to 3.6 Volts 
       Transmit_SPI_Master(0xBB8, 0x02); 
       break;} 
 
   case 0b00000100:{           //Backward Right (4) 
    // Set Yellow Wire to 1.2 Volts 
       Transmit_SPI_Master(0x3E8, 0x01);  
 
    // Set Blue Wire to 3.6 Volts  
       Transmit_SPI_Master(0xBB8, 0x02); 
       break;}  
 
   case 0b00000101:{    //Backwards (5) 
    // Set Yellow Wire to 3.6 Volts 
       Transmit_SPI_Master(0xBB8, 0x01);  
 
    // Set Blue Wire to 2.5 Volts  
       Transmit_SPI_Master(0x800, 0x02); 
       break;} 
 
   case 0b00000110 :{    //Backward Left (6)  
    // Set Yellow Wire to 1.2 Volts 
       Transmit_SPI_Master(0x3E8, 0x01);  
 
    // Set Blue Wire to 1.2 Volts 
       Transmit_SPI_Master(0x3E8, 0x02); 
       break;}  
 
    case 0b00000111 :{   //Left (7) 
    // Set Yellow Wire to 2.5 Volts  
       Transmit_SPI_Master(0x800, 0x01); 
 
    // Set Blue Wire to 1.2 Volts 
          Transmit_SPI_Master(0x3E8, 0x02);  
       break;} 
 
   case 0b00001000 :{    //Forward Left (8) 
    // Set Yellow Wire to 3.6 Volts  
       Transmit_SPI_Master(0xBB8, 0x01); 
 
    // Set Blue Wire to 1.2 Volts  
       Transmit_SPI_Master(0x3E8, 0x02); 
       break;} 
 
   default:{ 
       // ERROR: WE HAVE A PROBLEM 
 
56 
                 Transmit_SPI_Master(0x800, 0x01); // Set Channel Select for Yellow  
                 Transmit_SPI_Master(0x800, 0x02); // Set Channel Select for Blue 
                 break;} 
                                       
   } // end switch 
 
} 
 
} 
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E. PROGRAM LISTING FOR TRANSMISSION BLOCK: 
// Code for Transmission Terminal  
#include <stdlib.h> // Standard C library 
#include <avr/io.h> // Input-output ports, special registers 
#include <stdlib.h> 
#include <util/delay.h>  
#include <string.h> 
#define F_CPU 16000000 //define internal CLK speed  
#define BAUD_PRESCALE 103 
 
void usart_init(uint16_t baudin, uint32_t clk_speedin){ 
    uint32_t ubrr = (clk_speedin/16UL)/baudin-1; 
    UBRR0H = (unsigned char)(ubrr>>8); 
    UBRR0L = (unsigned char)ubrr; 
    /*UBRR0H = (BAUD_PRESCALE>>8); 
    UBRR0L = BAUD_PRESCALE;*/ 
    /* Enable receiver and transmitter */ 
    UCSR0B = (1<<RXEN0)|(1<<TXEN0); 
    /* Set frame format: 8data, 1stop bit */ 
    UCSR0C = (0<<USBS0)|(3<<UCSZ00); 
    UCSR0A &= ~(1<<U2X0); 
} 
 
/*the send function will put 8bits on the trans line. */ 
void usart_send( uint16_t data ){ 
    /* Wait for empty transmit buffer */ 
    while ( !( UCSR0A & (1<<UDRE0)) ); 
    /* Put data into buffer, sends the data */ 
    UDR0 = data; 
} 
 
/* the receive data function. Note that this a blocking call 
Therefore you may not get control back after this is called  
until a much later time. It may be helpfull to use the  
istheredata() function to check before calling this function 
    @return 8bit data packet from sender 
*/ 
uint16_t  usart_recv(void){ 
    /* Wait for data to be received */ 
    while ( !(UCSR0A & (1<<RXC0))); 
    /* Get and return received data from buffer */ 
    return UDR0; 
} 
 
/* function check to see if there is data to be received 
    @return true is there is data ready to be read */ 
uint16_t  usart_istheredata(void){ 
     return (UCSR0A & (1<<RXC0)); 
} 
 
int main (void){ 
    DDRD &= ~(1<<PD1); 
    usart_init(9600, 16000000 ); 
 uint16_t test = 0b00000101; 
 
    while(1){ 
        usart_send(test); 
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  _delay_ms(20); 
    } 
       
    return 0; 
} 
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F. PROGRAM LISTING FOR HAND SYSTEM: 
We implemented the following code on the ArduIMU+ V3 IC to use the accelerometer and 
gyroscope to map hand movement. 
EXECUTABLE PROJECT FILE “SENSOR_LED_TEST.C”: 
/* 
 * Sensor_LED_test.c 
 * 
 * Created: 5/10/2013 12:05:18 PM 
 *  Author: Jessica Hendricks 
 */  
 
/* Note for using USART: look at USART.h header for an example main function at the end. 
This header file was originally a C file that would printf "Hello" indefinitely using a 
terminal program called PuTTY. There is an alternate print function "usart_send();"  
that can be used to directly send ASCII characters but the printf and this other function 
cannot be used at the SAME TIME in the main function. If you uncomment the main you will 
see the two "usart_send" functions are still commented out. Hope this helps with use of  
USART library*/ 
 
#define F_CPU 16000000   // tells compiler the freq of your processor 
 
#include <util/delay.h>     // software delay functions 
#include <stdlib.h>         // Standard C library 
#define MY_MISO 4  // PB pin 4 
#define MY_MOSI 3  // PB pin 3 
#define MY_SCK  5  // PB pin 1 
 
/*Have to initialize both the real slave select and PD4 for the SPI system to work.  
Read into ATMEGA328P datasheet for more information.*/ 
#define MY_SS   2  // PB pin 2 
#define Chip_SS 4  // PD pin 4   
 
/*This is the values for the array setup to poll 15 values from the sensors.  
These values are averaged and results put into the last row of the array.*/ 
#define Rows_of_array 7 
#define Columns_of_array 16 
 
//See table in Register Summary MPU6000 Document for table on the sensitivities  
#define ACC_LSB_SENSITIVITY 16384.0     
#define GYR_LSB_SENSITIVITY 131.0 
//seconds. Assumed because the Sample rate in line 306 is 200Hz, however this should have 
been increased to 15*200Hz for the mulitiple samples 
#define SAMPLE_PERIOD 0.005  
 
//These values simply allow the use of words to designate the columns of the sampling 
array.  
#define accX 0 
#define accY 1 
#define accZ 2 
#define gyrX 3 
#define gyrY 4 
#define gyrZ 5 
#define TEMP 6 
//Defines row 15 of the array as the average of the new data points 
#define NEW_DATA 15 
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#include <avr/io.h>         //Assuming needed for running AVR chip 
#include <stdio.h> 
#include <math.h>  
 
#include "MPU6000.h"        //Needed for defining registers found in the MPU6000 chip and 
specific values used to populate the registers 
 
//Used to printf data to a terminal on computer. 
#include "USART.h"   // (see note at top for use instructions) 
 
void Made_it_to_this_point (void);   //blinks LED if point in code is reached 
void Made_it_to_this_point_2(void);   //blinks LED if point in code is reached 
void TurnOnSequence_MPU6000(void);   //Turn on and pole for sensor data 
 
void Print_sensor_data(void); 
void Collect_data(int row_num); 
void average_15datapoints(void); 
 
void spi_ss_disable(void);           //Initialize Slave Select and allows Master mode to 
function for SPI 
void spi_ss_enable(void);            //Deactivate Slave Select 
 
void Initialize_SPI_Master(void);  //Will setup the Arduino to send directions 
 
void Transmit_SPI_Master(unsigned char addr, unsigned char data); //ATMEGA sending 
instructions to MPU6000 
unsigned int Transmit_SPI_Slave(unsigned char addr);              //ATMEGA retrieving for 
data from a specific register in MPU6000  
 
signed int Find_sign_of_RZgyro(double old_Rest_z); 
 
//Array that stores the 15 samples and average of these samples 
int raw_sensor_data [Columns_of_array][Rows_of_array]; 
 
/*prints doubles by multiplying by 100 and printing them as integers. 
Could not print doubles using the %f in a printf command to PuTTY terminal*/ 
void print_readings(double j_print);  
 
int main(void) 
{ 
  //Note: for arrays with four values, order is x=0,y=1,z=2,tot=3, three value is: 
x=0,y=1,z=2 
  double Racc [4];  
  double Racc_norm [4]; 
  double Rest[4]; 
  double Rgyro[3]; 
  double Rest_NEW[4]; 
  double Rest_unnorm_new[4]; 
   
  double Rate_Axz=0, Rate_Ayz=0; 
  int Rzgyro_sign=0; 
  double Axz=0, Ayz=0; 
  double Axz_NEW=0, Ayz_NEW=0; 
   
  int count=0; 
  int wgyro = 10; //any value between 5 and 20 will work and weights the accuracy of gyro 
as greatern vs. accel. 
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  int flag_me=0; 
  int test_values=0; 
  int lastaccx =1; 
   
  //Next two lines needed to initialize USART on the ATMEGA328p  
  usart_init(9600, 16000000 ); 
  uint8_t i = 25;  
   
   DDRD = 1<<DDD6 | 1<<DDD5|1<<Chip_SS;         // digital PORTD6,D5 = output and MPU6000 
SS output 
   DDRB = 1<<MY_MOSI | 1<<MY_SCK | 1<<MY_SS;    // make MOSI, SCK outputs and MISO input 
  
   Initialize_SPI_Master(); 
   TurnOnSequence_MPU6000(); 
    
   while(1) 
   {     
    average_15datapoints(); 
     
     //Accelerometer calculations to get values in G's (1G =9.81m/s^2): 
       Racc[0] = raw_sensor_data[0][15]/ ACC_LSB_SENSITIVITY; //Divide one integer by 
another. 
    Racc[1] = raw_sensor_data[1][15]/ ACC_LSB_SENSITIVITY; 
    Racc[2] = raw_sensor_data[2][15]/ ACC_LSB_SENSITIVITY; 
     
       //Test printing of Accell data (*100): 
    /*print_readings(Racc[0]); 
    printf(" "); 
    print_readings(Racc[1]); 
    printf(" "); 
    print_readings(Racc[2]); 
    printf("\n");*/ 
     
    //Accel calculations to get the normalized vector: 
    Racc[3] = sqrt((pow(Racc[0],2)+pow(Racc[1],2)+pow(Racc[2],2)));  
    Racc_norm[0] = Racc[0]/Racc[3]; 
    Racc_norm[1] = Racc[1]/Racc[3]; 
    Racc_norm[2] = Racc[2]/Racc[3]; 
     
    Racc_norm[3] = 
sqrt((pow(Racc_norm[0],2)+pow(Racc_norm[1],2)+pow(Racc_norm[2],2))); // should = 1 or 
very close 
     
    int Raccx = (Racc_norm[0])*100; 
    int Raccy = (Racc_norm[1])*100; 
    int Raccz = (Racc_norm[2])*100; 
     
    /*printf("Xaxis:"); 
    print_readings(Racc_norm[0]); 
    printf("\nYaxis:"); 
    print_readings(Racc_norm[1]); 
    printf("\nZaxis:"); 
    print_readings(Racc_norm[2]); 
    printf("\n"); 
    */ 
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//Following code works if initial position is holding the chip parallel to ground 
and circuitry facing up. 
 
//Moving the circuit straight up, or down will not cause Y inertia to change and 
it is initially near or at 0.9 as a normalized vector  
    if (80<Raccy)  
    { 
     //Z-inertia changing if the circuit is moved straight up or down     
     if (-10>Raccz && Raccx <20 && Raccx>-20)  
   { 
      printf("FORWARD\n"); 
      _delay_ms(250); 
   }  
           
       else if (10<Raccz && Raccx <20 && Raccx>-20)  
     { 
      printf("BACKWARD\n"); 
      _delay_ms(250); 
     } 
// This is the value ranges if the circuit remains in the intial position 
       else{  //( -20<Raccx && 20>Raccx && Raccz >-10 && Raccz <10) 
     printf("STOP\n"); 
     _delay_ms(250); 
     }  
    }       
        /* Change in the x-inertia occurs most accurately when rotating  
  the wrist to the right or left an usually gets close to 90 
However if the rotation is not purely in the x-direction this value can be 
lot lower which is why the value of 50 was chosen to allow for a large 
margin of error*/ 
        else if (Raccx<-50){ 
     printf("RIGHT\n"); 
     _delay_ms(250); 
    } 
        else if (Raccx>50) { 
     printf("LEFT\n"); 
     _delay_ms(250); 
    } 
     
    //if ((Raccx < 0) && (lastaccx <= 0)||(Raccx >= 0) && (lastaccx >= 0))    
       
// There are still bugs in the math that follows and it needs to be tested and    
edited before being used. 
    //Gyroscope calculations: 
    Rate_Axz = raw_sensor_data[4][15]/GYR_LSB_SENSITIVITY;      //Y-axis rotation 
    Rate_Ayz = raw_sensor_data[3][15]/GYR_LSB_SENSITIVITY;      //X-axis rotation 
      
    if (count==0) 
    { 
     int a=0; 
     while(a<3){ 
      Rest_NEW[a]=Racc_norm[a]; 
      a++; 
     } 
    } 
    else  
    { 
     Axz = atan2(Rest[0],Rest[2]); 
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     Ayz = atan2(Rest[1],Rest[2]); 
     Axz_NEW = Axz + Rate_Axz*SAMPLE_PERIOD;   //sample_period in seconds 
     Ayz_NEW = Ayz + Rate_Ayz*SAMPLE_PERIOD; 
      
     Rzgyro_sign = Find_sign_of_RZgyro(Rest[2]); 
      
     Rgyro[0] = 1/(sqrt(1+pow(1/(tan(Axz_NEW)),2)*pow(1/(cos(Ayz_NEW)),2))); 
     Rgyro[1] = 1/(sqrt(1+pow(1/(tan(Ayz_NEW)),2)*pow(1/(cos(Axz_NEW)),2))); 
     Rgyro[2] = Rzgyro_sign*sqrt(1-pow(Rgyro[0],2)-pow(Rgyro[1],2)); 
      
     Rest_unnorm_new[0] = (Racc[0]+Rgyro[0]*wgyro)/(1+wgyro); 
     Rest_unnorm_new[1] = (Racc[1]+Rgyro[1]*wgyro)/(1+wgyro); 
     Rest_unnorm_new[2] = (Racc[2]+Rgyro[2]*wgyro)/(1+wgyro); 
     Rest_unnorm_new[3] = 
sqrt((pow(Rest_unnorm_new[0],2)+pow(Rest_unnorm_new[1],2)+pow(Rest_unnorm_new[2],2)));   
      
     Rest_NEW[0]=Rest_unnorm_new[0]/Rest_unnorm_new[3]; 
     Rest_NEW[1]=Rest_unnorm_new[1]/Rest_unnorm_new[3]; 
     Rest_NEW[2]=Rest_unnorm_new[2]/Rest_unnorm_new[3]; 
     
Rest_NEW[3]=sqrt((pow(Rest_NEW[0],2)+pow(Rest_NEW[1],2)+pow(Rest_NEW[2],2))); 
      
    } 
    int b_print=0; 
    while(b_print < 4){ 
      
     Rest[b_print]=Rest_NEW[b_print]; 
     /*if(b_print==3){ 
     printf("Rest: if 100="); 
     print_readings(Rest_NEW[b_print]); 
     printf("good :)\n");  
     } 
     else{ 
      print_readings(Rest_NEW[b_print]); 
      printf("\n"); 
     }*/ 
     b_print++; 
     } 
    
     
   }  // end while 
 
   return 0; 
}  // end main 
 
void Made_it_to_this_point (void) //test code that lights a blue LED on the ARDUIMU chip 
{ 
 int i=0; 
   for (i=0; i<1; i++ ){ 
   PORTD |= (1<<PORTD6);     // write a 1 to D6 to light blue LED 
    _delay_ms(1000);     //Wait 1 second 
    PORTD &= ~(1<<PORTD6);        //Turn led off 
    _delay_ms(1000);     //Wait another second 
   } 
} 
 
void Made_it_to_this_point_2 (void) //test code that lights a Red LED on the ARDUIMU chip 
{ 
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 int i=0; 
   for (i=0; i<1; i++ ){ 
   PORTD |= (1<<PORTD5);     // write a 1 to D6 to light blue LED 
    _delay_ms(1000);     //Wait 1 second 
    PORTD &= ~(1<<PORTD5);        //Turn led off 
    _delay_ms(1000);     //Wait another second 
   } 
} 
 
void TurnOnSequence_MPU6000(void) 
{ 
   //resets all values in MPU_6000 to default values. See RM(register map) section 3 for 
more info 
    Transmit_SPI_Master(MPUREG_PWR_MGMT_1, BIT_H_RESET);  
    _delay_us(100); 
 // Auxiliary I2C Supply Selection, set to zero for MPU-6000 
    Transmit_SPI_Master(MPUREG_AUX_VDDIO, 0);  
    _delay_us(100); 
 // Wake up device and select GyroZ clock (better performance and at 8kHz). 
Possible future use for Sleep Mode and use interupts to wake up. 
    Transmit_SPI_Master(MPUREG_PWR_MGMT_1, MPU_CLK_SEL_PLLGYROZ);  
    _delay_us(100); 
 // Disable I2C bus (recommended on datasheet)(because just setting  the chip to 
SPI was too easy) 
    Transmit_SPI_Master(MPUREG_USER_CTRL, BIT_I2C_IF_DIS);  
    _delay_us(100); 
   //THis can be sped up // Sample rate = 200Hz    Fsample= 1Khz/(4+1) = 200Hz 
   Transmit_SPI_Master(MPUREG_SMPLRT_DIV, 0x04);      
    _delay_us(100);  
 // filtering speed  42Hz 
    Transmit_SPI_Master(MPUREG_CONFIG, BITS_DLPF_CFG_42HZ);    
    _delay_us(100); 
 // Gyro scale 250º/s 
    Transmit_SPI_Master(MPUREG_GYRO_CONFIG, BITS_FS_250DPS);   
    _delay_us(100); 
 // Accel scele 2g (g=8192) 
    Transmit_SPI_Master(MPUREG_ACCEL_CONFIG, BITS_FS_2G);            
    _delay_us(100); 
    // BIT_MOT_EN set to one allows interupts when motion is detected. 
    Transmit_SPI_Master(MPUREG_INT_ENABLE, BIT_MOT_EN);      
 //considering allowing DATA_READY_IN which will cause an interrupt to occur 
anytime the data is finished writing to the chip... 
 
} 
 
void spi_ss_disable() 
{ 
    //PORTD = 1<<MY_SS; 
 PORTD |= 1<<Chip_SS; 
  
 /*Note: Configured as an input. Must remain high for Master to run through 
operations. 
 To avoid SS from interupting opperations, set as output when in master mode*/ 
} 
 
void spi_ss_enable() 
{ 
     PORTD &= ~(1<<Chip_SS);  
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  //PORTB = 0<<MY_SS;  
/*1. The master bit (MSTR) in the SPI Control Register (SPCR) is cleared and the 
SPI system becomes a slave. The direction of the pins will be switched 
(MOSI=input, Miso = user def, SS=input, SCK =input) 
2. The SPI Interrupt Flag (SPIF) in the SPI Status Register (SPSR) will be set. If 
the SPI interrupt and the global interrupts are enabled the interrupt routine will 
be executed.*/  
} 
 
void Initialize_SPI_Master(void) 
{       
   SPCR = (0<<SPIE) |         //No interrupts 
   (1<<SPE) |                 //SPI enabled 
   (0<<DORD) |             //shifted out LSB 
   (1<<MSTR) |             //master 
 
//This bit and the next mean the master will capture on the rising edge and shift on 
//the falling edge as determined by the MPU6000 PS_documentation 
   (0<<CPOL) |             //rising leading edge    
   (0<<CPHA) |             //sample leading edge 
       
//clock speed at  F_CPU/16 = 1MHz(001) ...F_CPU/32 = 500kHz(110)...F_CPU/64 = 
250kHz(111,010)...F_CPU/128 = 125kHz(011)... 
   (1<<SPR1) | (1<<SPR0) ;  
 
   SPSR = (0<<SPIF) |         //SPI interrupt flag 
   (0<<WCOL) |             //Write collision flag 
   (0<<SPI2X) ;             //Doubles SPI clock 
   spi_ss_enable(); 
} 
 
void Transmit_SPI_Master(unsigned char addr, unsigned char data) 
{    
    spi_ss_enable();              // assert the slave select 
  
    SPDR = addr;                  // Start transmission of address, send high byte firs 
    while (!(SPSR & (1<<SPIF)));  // Wait (poll) for transmission complete 
 SPDR = data;                  // Start transmission of data, send high byte first 
    while (!(SPSR & (1<<SPIF)));  // Wait (poll) for transmission complete 
  
    spi_ss_disable();             // de-assert the slave select 
} 
 
unsigned int Transmit_SPI_Slave(unsigned char addr) 
{ 
    spi_ss_enable();              // assert the slave select 
    SPDR = addr;                  // Start transmission of address, send high byte first 
    while (!(SPSR & (1<<SPIF)));  // Wait (poll) for transmission complete 
    spi_ss_disable(); 
    return SPDR;                  /* Return Data Register */ 
} 
 
 
void Collect_data(int row_num) 
{ 
   Transmit_SPI_Slave(MPUREG_ACCEL_XOUT_H | 0x80); 
   raw_sensor_data[accX][row_num] = ((Transmit_SPI_Slave(MPUREG_ACCEL_XOUT_H)) << 
8) + (Transmit_SPI_Slave(MPUREG_ACCEL_XOUT_L)); 
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   Transmit_SPI_Slave(MPUREG_ACCEL_YOUT_H | 0x80); 
   raw_sensor_data[accY][row_num] = ((Transmit_SPI_Slave(MPUREG_ACCEL_YOUT_H)) << 
8) + (Transmit_SPI_Slave(MPUREG_ACCEL_YOUT_L));  
   Transmit_SPI_Slave(MPUREG_ACCEL_ZOUT_H | 0x80); 
   raw_sensor_data[accZ][row_num] = ((Transmit_SPI_Slave(MPUREG_ACCEL_ZOUT_H)) << 
8) + (Transmit_SPI_Slave(MPUREG_ACCEL_ZOUT_L)); 
   Transmit_SPI_Slave(MPUREG_GYRO_XOUT_H | 0x80); 
   raw_sensor_data[gyrX][row_num] = ((Transmit_SPI_Slave(MPUREG_GYRO_XOUT_H)) << 8) 
+ (Transmit_SPI_Slave(MPUREG_GYRO_XOUT_L)); 
   Transmit_SPI_Slave(MPUREG_GYRO_YOUT_H | 0x80); 
   raw_sensor_data[gyrY][row_num] = ((Transmit_SPI_Slave(MPUREG_GYRO_YOUT_H)) << 8) 
+ (Transmit_SPI_Slave(MPUREG_GYRO_YOUT_L)); 
   Transmit_SPI_Slave(MPUREG_GYRO_ZOUT_H | 0x80); 
   raw_sensor_data[gyrZ][row_num] = ((Transmit_SPI_Slave(MPUREG_GYRO_ZOUT_H)) << 8) 
+ (Transmit_SPI_Slave(MPUREG_GYRO_ZOUT_L)); 
   Transmit_SPI_Slave(MPUREG_TEMP_OUT_H | 0x80); 
   raw_sensor_data[TEMP][row_num] = ((Transmit_SPI_Slave(MPUREG_TEMP_OUT_H)) << 8) 
+ (Transmit_SPI_Slave(MPUREG_TEMP_OUT_L)); 
} 
 
void average_15datapoints(void) 
{ 
 int row=0, col=0; 
 int temporary, avrging_row=0; 
   
 while ( row<15) //want to hold 15 data points to do calculations. 
 { 
  Collect_data(row); 
  if(row==14){ 
   col=0; 
   //This averages all data collected 
   while(col<7){  
    raw_sensor_data[col][NEW_DATA]= 0; 
    avrging_row=0; 
    while( avrging_row<NEW_DATA) 
    { 
     temporary = raw_sensor_data[col][NEW_DATA] + 
raw_sensor_data[col][avrging_row]; 
     raw_sensor_data[col][NEW_DATA] = temporary; 
     avrging_row++; 
    } 
    col++;  
   } 
   row++; 
  } 
  else{ 
   row++; 
  }   
   
 } 
  
} 
 
signed int Find_sign_of_RZgyro(double old_Rest_z){ 
 int sign; 
 if (old_Rest_z>=0) 
 { 
  sign = 1; 
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 } 
 else 
 { 
  sign = -1; 
 } 
} 
 
void print_readings(double j_print){ 
    int Racc_int = (j_print)*100; 
 printf("%d", Racc_int); 
} 
 
USART.H HEADER FILE USED FOR THE USART CONNECTION BETWEEN THE ARDUIMU AND 
TERMINAL WINDOW PUTTY ON COMPUTER: 
/* 
 * USART_test_code.c 
 * 
 * Created: 5/25/2013 3:26:00 PM 
 *  Author: Serin 
 */  
 
 
 
#define BAUD_PRESCALE 103 
 
static int uart_putchar(char c, FILE *stream); 
 
static FILE mystdout = FDEV_SETUP_STREAM(uart_putchar, NULL, _FDEV_SETUP_WRITE); 
 
 
 
 
 
void usart_init(uint16_t baudin, uint32_t clk_speedin) 
 
{ 
 
    uint32_t ubrr = (clk_speedin/16UL)/baudin-1; 
 
    UBRR0H = (unsigned char)(ubrr>>8); 
 
    UBRR0L = (unsigned char)ubrr; 
 
    /*UBRR0H = (BAUD_PRESCALE>>8); 
 
    UBRR0L = BAUD_PRESCALE;*/ 
 
    /* Enable receiver and transmitter */ 
 
    UCSR0B = (1<<RXEN0)|(1<<TXEN0); 
 
    /* Set frame format: 8data, 1stop bit */ 
 
    UCSR0C = (0<<USBS0)|(3<<UCSZ00); 
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    UCSR0A &= ~(1<<U2X0); 
  
 stdout = &mystdout; //Required for printf init 
 
} 
 
/*the send function will put 8bits on the trans line. */ 
 
void usart_send( uint8_t data ) 
 
{ 
 
    /* Wait for empty transmit buffer */ 
 
    while ( !( UCSR0A & (1<<UDRE0)) ); 
 
    /* Put data into buffer, sends the data */ 
 
    UDR0 = data; 
 
} 
 
/* the receive data function. Note that this a blocking call 
 
Therefore you may not get control back after this is called 
 
until a much later time. It may be helpfull to use the 
 
istheredata() function to check before calling this function 
 
    @return 8bit data packet from sender 
 
*/ 
 
uint8_t  usart_recv(void) 
 
{ 
 
    /* Wait for data to be received */ 
 
    while ( !(UCSR0A & (1<<RXC0)) ) 
 
    ; 
 
    /* Get and return received data from buffer */ 
 
    return UDR0; 
 
} 
 
/* function check to see if there is data to be received 
 
    @return true is there is data ready to be read */ 
 
uint8_t  usart_istheredata(void) 
 
{ 
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     return (UCSR0A & (1<<RXC0)); 
 
} 
 
 
 
static int uart_putchar(char c, FILE *stream) 
{ 
    if (c == '\n') uart_putchar('\r', stream); 
   
    loop_until_bit_is_set(UCSR0A, UDRE0); 
    UDR0 = c; 
     
    return 0; 
} 
 
/*int main (void) 
{    usart_init(9600, 16000000 ); 
 
    uint8_t i = 25;  
  
 printf('x');  
 
    while(1) 
 
    { 
 
        //usart_send('C'); 
   
  printf("Hello"); 
 
        //usart_send('P'); 
 
    } 
 
    return 0; 
 
}*/ 
 
MPU6000 HEADER FILE LIBRARY FOR SETTING UP MPU6000 CHIP FOR DATA TRANSFER: 
#ifndef __MPU6000_H__ 
#define __MPU6000_H__ 
 
 
// MPU6000 registers 
#define MPUREG_AUX_VDDIO  0x01 
 
#define MPUREG_XG_OFFS_TC 0x00 
#define MPUREG_YG_OFFS_TC 0x01 
#define MPUREG_ZG_OFFS_TC 0x02 
#define MPUREG_X_FINE_GAIN 0x03 
#define MPUREG_Y_FINE_GAIN 0x04 
#define MPUREG_Z_FINE_GAIN 0x05 
#define MPUREG_XA_OFFS_H 0x06 
#define MPUREG_XA_OFFS_L 0x07 
#define MPUREG_YA_OFFS_H 0x08 
 
70 
#define MPUREG_YA_OFFS_L 0x09 
#define MPUREG_ZA_OFFS_H 0x0A 
#define MPUREG_ZA_OFFS_L 0x0B 
#define MPUREG_PRODUCT_ID 0x0C 
#define MPUREG_XG_OFFS_USRH 0x13 
#define MPUREG_XG_OFFS_USRL 0x14 
#define MPUREG_YG_OFFS_USRH 0x15 
#define MPUREG_YG_OFFS_USRL 0x16 
#define MPUREG_ZG_OFFS_USRH 0x17 
#define MPUREG_ZG_OFFS_USRL 0x18 
#define MPUREG_SMPLRT_DIV 0x19 
#define MPUREG_CONFIG 0x1A 
#define MPUREG_GYRO_CONFIG 0x1B 
#define MPUREG_ACCEL_CONFIG 0x1C 
#define MPUREG_INT_PIN_CFG 0x37 
#define MPUREG_INT_ENABLE 0x38 
#define MPUREG_ACCEL_XOUT_H 0x3B 
#define MPUREG_ACCEL_XOUT_L 0x3C 
#define MPUREG_ACCEL_YOUT_H 0x3D 
#define MPUREG_ACCEL_YOUT_L 0x3E 
#define MPUREG_ACCEL_ZOUT_H 0x3F 
#define MPUREG_ACCEL_ZOUT_L 0x40 
#define MPUREG_TEMP_OUT_H 0x41 
#define MPUREG_TEMP_OUT_L 0x42 
#define MPUREG_GYRO_XOUT_H 0x43 
#define MPUREG_GYRO_XOUT_L 0x44 
#define MPUREG_GYRO_YOUT_H 0x45 
#define MPUREG_GYRO_YOUT_L 0x46 
#define MPUREG_GYRO_ZOUT_H 0x47 
#define MPUREG_GYRO_ZOUT_L 0x48 
#define MPUREG_USER_CTRL 0x6A 
#define MPUREG_PWR_MGMT_1 0x6B 
#define MPUREG_PWR_MGMT_2 0x6C 
#define MPUREG_BANK_SEL 0x6D 
#define MPUREG_MEM_START_ADDR 0x6E 
#define MPUREG_MEM_R_W 0x6F 
#define MPUREG_DMP_CFG_1 0x70 
#define MPUREG_DMP_CFG_2 0x71 
#define MPUREG_FIFO_COUNTH 0x72 
#define MPUREG_FIFO_COUNTL 0x73 
#define MPUREG_FIFO_R_W 0x74 
#define MPUREG_WHOAMI 0x75 
 
// Configuration bits MPU6000 
#define BIT_SLEEP                   0x40 
#define BIT_H_RESET                 0x80 
#define BITS_CLKSEL                 0x07 
#define MPU_CLK_SEL_PLLGYROX        0x01 
#define MPU_CLK_SEL_PLLGYROZ        0x03 
#define MPU_EXT_SYNC_GYROX          0x02 
#define BITS_FS_250DPS              0x00 
#define BITS_FS_500DPS              0x08 
#define BITS_FS_1000DPS             0x10 
#define BITS_FS_2000DPS             0x18 
#define BITS_FS_2G                  0x00 
#define BITS_FS_4G                  0x08 
#define BITS_FS_8G                  0x10 
#define BITS_FS_16G                 0x18 
 
71 
#define BITS_FS_MASK                0x18 
#define BITS_DLPF_CFG_256HZ_NOLPF2  0x00 
#define BITS_DLPF_CFG_188HZ         0x01 
#define BITS_DLPF_CFG_98HZ          0x02 
#define BITS_DLPF_CFG_42HZ          0x03 
#define BITS_DLPF_CFG_20HZ          0x04 
#define BITS_DLPF_CFG_10HZ          0x05 
#define BITS_DLPF_CFG_5HZ           0x06 
#define BITS_DLPF_CFG_2100HZ_NOLPF  0x07 
#define BITS_DLPF_CFG_MASK          0x07 
//#define BIT_INT_ANYRD_2CLEAR        0x10 
//#define BIT_RAW_RDY_EN              0x01 
#define BIT_I2C_IF_DIS              0x10 
 
// Register 55 - INT Pin / Bypass Enable Configuration (INT_PIN_CFG) 
#define BIT_INT_LEVEL        0x80 
#define BIT_INT_OPEN         0x40 
#define BIT_LATCH_INT_EN     0x20 
#define BIT_INT_RD_CLEAR     0x10 
#define BIT_FSYNC_INT_LEVEL  0x08 
#define BIT_FSYNC_INT_EN     0x04 
#define BIT_I2C_BYPASS_EN    0x02 
#define BIT_CLKOUT_EN        0x01 
 
// Register 56 - Interrupt Enable (INT_ENABLE) 
#define BIT_FF_EN            0x80 
#define BIT_MOT_EN           0x40 
#define BIT_ZMOT_EN          0x20 
#define BIT_FIFO_OFLOW_EN    0x10 
#define BIT_I2C_MST_INT_EN   0x08 
#define BIT_DATA_RDY_EN      0x01 
 
// Register 58 - Interrupt Status (INT_STATUS) 
#define BIT_FF_INT           0x80 
#define BIT_MOT_INT          0x40 
#define BIT_ZMOT_INT         0x20 
#define BIT_FIFO_OFLOW_INT   0x10 
#define BIT_I2C_MST_INT      0x08 
#define BIT_DATA_RDY_INT     0x01 
 
 
// DMP output rate constants 
#define MPU6000_200HZ  0    // default value 
#define MPU6000_100HZ  1 
#define MPU6000_66HZ  2 
#define MPU6000_50HZ  3 
 
 
 
struct mpu6000_raw_sensors 
{ 
    int acc_x; 
    int acc_y; 
    int acc_z; 
    int gyro_x; 
    int gyro_y; 
    int gyro_z; 
    int temp; 
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}; 
 
extern struct mpu6000_raw_sensors mpu6000_raw_sensor_readings; 
 
void mpu6000_init(); 
void mpu6000_update_sensor_readings(); 
int mpu6000_is_moving(); 
 
 
#endif // __MPU6000_H__ 
 
 
