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Abstrakt 
Předmětem diplomové práce „Analýza vybraných platebních protokolů“ je přehled o používaných 
platebních protokolech. První část se zabývá bezpečností dat, druhá je věnována platebním 
protokolům, jejich charakteristice, použité technologii a bezpečnostním prvkům. Třetí část se věnuje 
nástrojům pro simulaci a verifikaci platebních protokolů. Součástí práce je i srovnání jednotlivých 
platebních protokolů a nástrojů. Praktická část práce je zaměřena na formalizaci a verifikaci 






The aim of the master’s thesis „Analysis of Selected Payment Protocols“ is overview of used payment. 
The first part is concentrated on data security, the second is dedicated to payment protocols, their 
characteristics, used technology and security elements. The third part is dedicated to verification and 
simulation tools. Comparison of particular payment protocols and of particular verification tools is 
part of this work too. Experimental part of the thesis is focused on formalization and verification of the 
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Jako téma své diplomové práce jsem si zvolila téma Analýza vybraných platebních protokolů. 
S příchodem a rozvojem moderních informačních a komunikačních technologií došlo v oblasti plateb 
k velkým změnám. Klasická forma plateb spočívající ve fyzické výměně peněz mezi zúčastněnými 
stranami je postupně nahrazována elektronickou formou plateb. S rozšířením moderních technologií 
do finančního sektoru vznikla také relativně nová forma bankovnictví – forma elektronického 
bankovnictví, jejíž obliba neustále vzrůstá. S elektronickými platbami se dnes nesetkáváme pouze 
v bankovním sektoru, ale také při dnes již běžném placení produktů a služeb přes Internet nebo při 
platbách platebními kartami. Elektronická forma plateb je velmi oblíbená díky své rychlosti a 
pohodlnosti, neboť zákazník provede úhradu plateb přímo prostřednictvím svého počítače, což přináší 
velkou časovou úsporu. Druhou stranou mince je však bezpečnost elektronických plateb. S rostoucí 
oblibou těchto plateb se množí i útoky na tyto transakce. Často se stává, že útok pochází přímo od 
jednoho z účastníků platby. Proto si zabezpečení finančních transakcí zaslouží v dnešní době velkou 
pozornost. 
 V teoretické části práce se nejdříve zaměřím na obecně nejpoužívanější bezpečnostní 
mechanismy, které se vyskytují u většiny platebních protokolů. Cílem třetí kapitoly bude analýza 
vybraných platebních protokolů. Zde chci přehledně nastínit podstatu fungování vybraných 
platebních protokolů. Přehlednost práce bych ráda podpořila vytvořením názorných schémat. Chtěla 
bych se zaměřit na nejpoužívanější platební protokoly. V této kapitole zároveň provedu porovnání 
těchto protokolů z několika hledisek.  Cílem další kapitoly, která bude věnována vybraným nástrojům 
pro verifikaci protokolů, je analýza nejpoužívanějších nástrojů pro verifikaci protokolů. V rámci této 
analýzy se chci zaměřit na architekturu nástroje, jeho funkcionalitu a grafické rozhraní, které nástroj 
poskytuje. Cílem této kapitoly je i srovnání nástrojů z vybraných hledisek. 
Praktickou část práce chci věnovat formalizaci a verifikaci vybraných platebních protokolů ve 
zvolených nástrojích pro analýzu a verifikaci protokolů. Pro formalizaci budou vybrány 
nejpoužívanější protokoly dnešní doby. Cílem praktické části práce je vytvoření modelů vybraných 





2 Bezpečnost dat 
Aby byla zajištěna bezpečnost přenášených dat, používá se řada zabezpečovacích mechanismů. 
K základním mechanismům, kterým jsou věnovány následující podkapitoly, patří symetrické 
šifrování, asymetrické šifrování, digitální podpis, digitální certifikát a hashovací funkce.  
2.1 Symetrické šifrování 
 
Při symetrickém šifrování se sdílí jeden stejný klíč, který je zašifrován a na druhé straně dešifrován. 
Velkou výhodou tohoto typu šifrování je rychlost a nízká výpočetní náročnost. Tento způsob 
šifrování ovšem nesplňuje požadavek neodmítnutelnosti odpovědnosti, tzn. nelze určit, která strana je 
odesílatelem a která příjemcem.  
 Symetrické šifry se většinou používají v kombinaci s asymetrickými. Data bývají zašifrována 
symetrickou šifrou s náhodně vygenerovaným klíčem, který je následně zašifrován veřejným klíčem 
asymetrické šifry. Tajnou informaci tak pak může dešifrovat pouze majitel tajného klíče dané 
asymetrické šifry.  
 Symetrické šifry můžeme rozdělit na proudové a blokové. Proudové šifry zpracovávají text 
po jednotlivých bitech. Blokové šifry text rozdělí na stejně velké bloky, které jsou následně šifrovány. 
U většiny šifer se jedná o bloky o 64 bitech.  
Mezi nejznámější šifrovací algoritmy patří DES1, 3-DES2 a AES3. 
 
 
Obrázek 1: Symetrické šifrování4 
                                                     
1
 DES – Data Encryption Standard – symetrické šifrování s klíčem o délce 56 bitů 
2
 3-DES – Triple DES – trojnásobná aplikace šifry DES 
3
 AES – Advanced Encryption Standard – bloková šifra (1 blok = 128 bitů) 
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2.2 Asymetrické šifrování 
 
Při šifrování veřejným klíčem se používají dva klíče – veřejný a soukromý, které tvoří tzv. klíčový 
pár. Uživatel si vygeneruje oba dva klíče. Základem tohoto šifrování je, že zašifrovaná data nejsou 
dešifrovatelná bez znalosti obou klíčů. Veřejný klíč je volně šiřitelný a je distribuován všem 
účastníkům, se kterými je komunikováno. Na druhou stranu soukromý klíč by měl zůstat utajen a znát 
by jej měl jen jeho vlastník. Při šifrování je zpráva šifrována pomocí veřejného klíče příjemce. 
Příjemce zprávu dešifruje svým soukromým klíčem. Asymetrické šifrování je obecně výrazněji 
pomalejší než symetrické šifrování. K nejznámějším algoritmům patří RSA5 a algoritmy na bázi 





Obrázek 2: Asymetrické šifrování 7 
 
2.3 Digitální podpis 
 
Digitální podpis je implementován pomocí asymetrického šifrování a skládá se ze dvou algoritmů – 
pro podepisování a pro ověřování podpisu.  
Z podepisovaných dat je nejdříve vypočten tzv. hash8. Hash je následně zašifrován tajným 
klíčem a vzniká tak podpis. Na straně příjemce je následně hash dešifrován pomocí veřejného klíče, 
                                                                                                                                                                    
4
  Úvod do teorie šifrování. (nedatováno). Získáno 27. 11 2009, z http://st.vse.cz/~XRENP01/sym.htm 
5
 RSA – Rivest-Shamir-Adleman algoritmus 
6
 ECC algoritmy – moderní algoritmy založené na řešení úlohy diskrétního logaritmu v grupách na eliptických 
křivkách 
7Úvod do teorie šifrování. (nedatováno). Získáno 27. 11. 2009, z http://st.vse.cz/~XRENP01/asym.htm 
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dojde k nezávislému výpočtu hashe z dokumentu a porovnání těchto dvou hodnot. Jestliže jsou si obě 
hodnoty rovny, došlo k ověření podpisu a dokument je považován za důvěryhodný.  
Hashovací funkce je používána jako doplňkový mechanismus. Zašifrovaná zpráva je jakýsi 
digitální otisk dat. Z vypočítaného hashe vstupních dat již není možné získat stejná data nazpět. 
K asymetrickým kryptovacím algoritmům s veřejným klíčem patří RSA a DSA9, k bezpečným 




Obrázek 3: Šifrování s digitálním podpisem 12 
 
2.4 Digitální certifikát 
Digitálním certifikátem rozumíme soubor dat ve stanoveném mezinárodně platném formátu, který 
identifikuje osobu a může v rámci komunikace dvou stran zajistit šifrování přenášených dat či ověření 
stran. Pro digitální certifikáty se používá norma X.509. Žadatel o digitální certifikát si nejdříve ve 
svém počítači vygeneruje pár klíčů a podá elektronickou žádost o vydání certifikátu u certifikační 
autority. Žádost je podepsána soukromým klíčem žadatele. Certifikační autorita ověří správnost údajů 
                                                                                                                                                                    
8
 Hash – digitální obdoba otisku prstů. Krátký (v řádech stovek bitů) výtah vytvořený speciálním algoritmem 
z celého dokumentu 
9
 DSA – Digital Signature Algorithm 
10
 MD5 – Message Digest 5 
11
 SHA – Secure Hash Algorithm 
12(nedatováno). Získáno 27. 11. 2009, z https://is.mendelu.cz/eknihovna/opory/zobraz_cast.pl?cast=7028 
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a vystaví digitální certifikát, který podepíše svým vlastním soukromým klíčem, který připojí k 
certifikátu.  
 Certifikáty dělím do jednotlivých tříd, které byly vytvořeny firmou VeriSign13. Můžeme tak 
rozlišit certifikáty určené pro jednotlivce, organizace, servery, certifikáty pro on-line obchodní 
transakce mezi společnostmi a certifikáty pro soukromé subjekty nebo vládní bezpečnost. Podobu 
certifikátu zobrazuje následující obrázek. 
 
Obrázek 4: Digitální certifikát14 
2.5 Hashovací funkce 
Hashovací funkcí rozumíme transformaci přijímající na vstupu řetězec znaků libovolné délky a 
výsledkem je řetězec znaků pevné délky, tzv. otisk. Hashovací funkce vytváří předpis pro výpočet 
kontrolního součtu dané zprávy. Každý algoritmus generuje otisk o různé délce. Hashovací funkce se 
nejčastěji používá pro rychlejší prohledávání tabulek nebo pro porovnávání dat – prohledávání 
databáze, odhalování duplicit, odhalování podobných záznamů apod. Při hashování může docházet ke 
kolizím. Tzn., že dvojice rozdílných vstupních dat může mít stejný hash. Kolizím se lze vyhnout 
vhodnou volbou hashovací funkce nebo použitím perfektního hashování, které vylučuje vznik kolizí. 
Perfektní hashování můžeme rozdělit na statické a dynamické v závislosti na tom, zda se množina 
klíčů mění v době existence perfektní hashovací funkce.  
Mezi známé hashovací funkce patří dnes již prolomené funkce MD5 nebo SHA-1. Za 
bezpečné hashovací funkce je dnes považována funkce SHA-2, která je tvořena rodinou čtyř 
                                                     
13
 Společnost VeriSign – americká společnost, správce 2 ze 13ti kořenových serverů systému DNS, správce 
domén .com a.net, jedna z nejvýznamnějších certifikačních autorit. 
14
  (nedatováno). Získáno 28. 12. 2009, z http://interval.cz/podklady/1999-2008/dolezal/244/certifikat1.gif 
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hashovacích funkcí – SHA-256, SHA-384, SHA-512 a SHA-224. V peer-to-peer15 aplikacích se 
používá funkce Tiger hash z roku 1995. Pro bezpečné šifrování se doporučuje používat algoritmy, 
které mají výstup delší než 160 bitů.  
 
 
3 Platební protokoly 
Protokolem rozumíme obecně konvenci či standard, dle kterého se uskutečňuje elektronická 
komunikace a přenos dat mezi dvěma subjekty. V základní podobě protokol definuje pravidla pro 
navázání spojení, adresaci, dále pravidla specifikující přenos dat, řízení komunikace a přidělování 
prostředků. Platební protokoly jsou úzce zaměřené standardy, které upravují nejčastěji komunikaci 
mezi plátcem, příjemcem platby, popřípadě bankou plátce (vydavatelem) a bankou příjemce 
(nabyvatelem).  
 Následující podkapitoly jsou věnovány v dnešní době nejčastěji používaným platebním 
protokolům. Závěrečná podkapitola potom tvoří srovnání vybraných analyzovaných protokolů. 
 
3.1 SET 
Secure Electronic Transaction byl uveden na trh v roce 1996. U jeho vzniku stály společnosti Visa a 
MasterCard a konsorcium jedenácti společností (např. IBM, Netscape, RSA atd.). Nový protokol se 
však díky vysokým finančním nákladům na zavedení a časové náročnosti příliš neprosadil. Protokol 
je otevřeným projektem, který je neustále vyvíjen a měněn.  
 Protokolu SET lze rozdělit do několika podprotokolů. Jsou to protokoly zajišťující: 
• Registraci zákazníka 
• Registraci obchodníka 
• Požadavek nákupu 
• Autorizaci platby  
• Uskutečnění platby. 
Protokol pro registraci zákazníka provede registraci platební karty u certifikační autority. 
Proces registrace zákazníka se skládá ze tří výměn zpráv mezi zákazníkem a certifikační autoritou. 
První zasílanou zprávou je žádost zákazníka o registraci. Odpovědí certifikační autority je poskytnutí 
veřejného klíče certifikační autority. Ve druhé zprávě zasílá zákazník certifikační autoritě své číslo 
účtu PAN (Primary account number). V odpovědi na tuto zprávu obdrží zákazník aplikační formulář 
pro banku, která vydala jeho platební kartu. Poslední výměnu zpráv zahajuje držitel karty zasláním 
                                                     
15
 Peer-to-peer aplikace – aplikace, ve které spolu navzájem komunikují přímo jednotliví uživatelé 
 9
vyplněného aplikačního formuláře, ke kterému připojí svůj veřejný klíč a 20tibitové tajné číslo 
CardSecret. Odpovědí certifikační autority je zpráva, ve které zákazník obdrží certifikát obsahující 
jeho veřejný klíč a pozměněnou tajnou 20tibitovou hodnotu, která se nyní nazývá PANSecret. Proces 
registrace zákazníka graficky znázorňuje následující obrázek. 
 
Obrázek 5: Registrace zákazníka v protokolu SET 
Registrace obchodníka je v porovnání s registrací zákazníka mnohem jednodušší. Registrace 
obchodníka se skládá pouze ze dvojí výměny zpráv. Obchodník potřebuje rovněž od certifikační 
autority získat aplikační formulář pro svou banku. Ten získá jako odpověď na svou inicializační 
žádost. Po vyplnění formuláře jej odešle jako požadavek na získání certifikátu certifikační autoritě, 
která mu jako odpověď odešle jeho certifikát.  
Požadavek na koupi a autorizace platby bývají někdy prováděny v jednom kroku. Samotná 
fáze požadavku na koupi může mít dvě podoby v závislosti na tom, zda zákazník absolvoval 
registrační fázi. Rozlišujeme tak „podepsanou“ a „nepodepsanou“ fázi požadavku na koupi.  
Transakci začíná klient, který zasílá svůj požadavek obchodníkovi (1 – viz obr. 5). Každý 
přijatý požadavek dostane své jednoznačné unikátní identifikační číslo, které obchodník spolu se 
svým certifikátem a certifikátem platební brány (X.509v3) odešle zpět klientovi (2). Klient certifikáty 
ověří a vytvoří zprávu s informacemi o objednávce a o platbě spolu s přiděleným ID. Pomocí náhodně 
vygenerovaného symetrického klíče jsou informace o platbě, dvojitý podpis a informace o objednávce 
zašifrovány. Tento klíč je následně šifrován veřejným klíčem platební brány a vzniká digitální obálka, 
která se spolu s informacemi o objednávce, platbě, dvojitým podpisem a certifikátem zákazníka 
odešle obchodníkovi (3). Přijaté informace jsou na straně obchodníka zkontrolovány pomocí 
digitálního podpisu a dále přeposlány zašifrované informace o platbě platební bráně (4). Následuje 
ověření, zda má zákazník dostatečný zůstatek finančních prostředků na účtu. Toto ověření provádí 
platební brána přes finanční síť (5). Po ověření krytí platby zašle platební brána potvrzení 
obchodníkovi (6), který objednávku uzavře a pošle oznámení zákazníkovi (7).   
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Uskutečnění platby je posledním krokem, kdy dochází k převedení peněz z účtu klienta na 





Obrázek 6: Průběh transakce za pomocí protokolu SET 
 
 
 SET využívá řadu bezpečnostních mechanismů - šifrování symetrickým klíčem, šifrování 
veřejným klíčem, dále hashovací funkce, digitální podpis a digitální obálku.  
 V protokolu SET se využívá 56ti-bitového klíče šifrovaného algoritmem DES. Tento způsob 
se ovšem ukázal jako nedostatečný, když se zakrátko objevil moderní hardware, který dokázal tento 
klíč snadno rozšifrovat. Jako asymetrickou šifru SET používá 1024bitový RSA. Symetrickou šifrou 
DES jsou v protokolu šifrovány méně citlivé údaje, pro šifrování čísla platební karty a jiných 
citlivých údajů se používá asymetrická RSA šifra. Protokol využívá také digitální obálky. Digitální 
obálka slouží k zajištění bezpečného přenosu symetrického klíče. Vygenerovaný symetrický klíč je 
zašifrován klíčem veřejným. Výsledný zašifrovaný klíč je odeslán. Příjemce klíč pomocí svého 
soukromého klíče dešifruje a pro další komunikaci používá symetrický klíč.  
3.2 Visa 3-D Secure 
 
Visa 3-D Secure je tří-doménový zabezpečený protokol, který je založený na principu zasílání XML16 
zpráv. Visa 3-D Secure je mechanismus autentizace držitele karty. Tento protokol je v dnešní době 
velmi používaný a jeho autory jsou společnosti Visa a MasterCard. Hlavní rozdíl v implementaci u 
Visa a u MasterCard spočívá v metodě generování autentifikační hodnoty držitele karty (AAV – 
Accountholder Authentication Value). Společnost MasterCard používá UCAF (Universal Cardholder 
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Authentication Field), zatímco společnost Visa používá CAVV (Cardholder Authentication 
Verification Value). Protokol byl přijat i nebankovní asociací JCB17.  
Hlavními funkcemi protokolu jsou přijímání a zasílání zpráv informující o stavu autentizace, 
zajištění autentizace držitele karty, vytvoření požadavku na autorizaci a požadavku na provedení 
transakce od obchodníka k nabyvateli a provedení autorizace a transakce mezi vydavatelem a 
nabyvatelem přes doménu vzájemné komunikace (VisaNet). 
Protokol je třídoménový. K základním doménám patří doména vydavatele (Issuer domain), 
doména nabyvatele (Acquirer domain) a doména vzájemné komunikace (Interoperability domain). 
Komunikace mezi doménami probíhá formou XML zpráv zasílaných přes TLS18 spojení. 
K úspěšnému provedení transakce je zapotřebí, aby měl obchodník nainstalovanou Merchant plug-in 
komponentu (MPI) a vydavatel karty musí mít zpřístupněn Access control server (ACS). Access 
kontrol server zajišťuje autentizaci držitele karty. Informace o všech uživatelích, jejich platebních 
kartách a www adresách spojených s ACS ukládá VISA adresář – Visa Directory Server (VDS). 
Komunikace vydavatele karty s držitelem karty probíhá přes internetový prohlížeč, kde jsou sbírány 
autentizační informace. Tyto informace jsou následně ověřeny a poslány zpět obchodníkovi jako 
autentizační odpověď. Do domény vzájemné komunikace můžeme zařadit také komerční certifikační 
autoritu a Visa certifikační autoritu.  
 
 
Obrázek 7: Architektura Visa 3-D 
 
 
Při platbě kartou se jako první zašle obchodníkovi číslo platební karty zákazníka. Tím je 
aktivován  plug-in obchodníka (1 – viz obr. 7). Plug-in se spojí s VISA adresářem, u kterého dojde 
k ověření, zda je zákazník zaregistrován (2). Pokud ověření proběhlo v pořádku, VISA adresář dá 
pokyn plug-in, jakým způsobem se má spojit s ACS. ACS následně ověří, zda je karta řádně 
zaregistrována (3). ACS pošle adresáři údaje o zákazníkovi (4). Tyto informace jsou následně 
odeslány plug-inu na stranu obchodníka (5). Následně je odeslán obchodníkův požadavek na 
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autentizaci plátce  ACS přes prohlížeč zákazníka (6,7). ACS na základě hesla zadaného zákazníkem 
provede ověření zákazníka a podepsanou odpověď odešle MPI – Merchant plug-in (8). Následujícím 
krokem je odeslání odpovědi o autentizaci obchodníkovi od ACS přes prohlížeč zákazníka. Současně 
se odešlou autentizační údaje na server autentizační historie (9,10). Obchodník odešle své bance 
požadavek na autorizaci (11). Ta jej autorizuje a pošle bance zákazníka přes VisaNet (12). Mezi 
základní údaje, které jsou zasílány při žádosti o autorizaci, patří CAVV (šifrovaná autentifikační 
hodnota generovaná ACS), ECI (Electronic Commerce Indicator) a XID – identifikátor transakce.  
 
Obrázek 8: Průběh transakce v systému Visa 3-D 
 
 
Pro zajištění bezpečnosti protokolu se používají následující technologie: 
 
• Identifikační číslo a heslo. 
• Veřejný klíč a certifikát. 
• Bezpečnostní hardwarový modul. 
• Digitální podpis. 
• TLS 
 
Protokol je snadno přenositelný i do zařízení jako jsou mobilní telefony, PDA19 či digitální 
televize.  
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3.3 UCAF/SPA 
Secure Payment Application byl uveden roku 2001 společností MasterCard. Systém je založen na 
UCAF (Universal Cardholder Authentication Field) a jeho hlavním cílem je minimalizovat náklady 
obchodníka. Systém UCAF poskytuje univerzální způsob, který poskytuje předávání autentizačních 
dat nezávisle na bezpečnostním schématu. Společnost MasterCard systém doplnila o vlastní 
bezpečnostní schéma – SPA (Secure Payment Application).  
Informace od zákazníka jsou zaslány vydavateli karty k autentizaci a autorizaci platby. 
Autentizace zákazníka probíhá pomocí hesla nebo čipové karty. Vydavatel implementuje SPA server. 
Ten zodpovídá za generování specifických bezpečnostních tokenů, tzv. Accountholder Authentication 
Value (AAV), a zajišťuje distribuci SPA appletů k zákazníkům. Tokeny jsou zasílány obchodníkovi, 
bance obchodníka a nazpět vydavateli, který tímto transakci zkontroluje. Pro zasílání AAV byla 
zřízena vlastní bankovní síť nazvaná Banknet.  
Systém UCAF je složen ze dvou částí. První část je tvořena řadou tajných, skrytých polí. 
Druhá část je UCAF Authentication Data Field. Tato část je tvořena polem, které se skládá ze třiceti 
dvou znaků a nachází se na straně obchodníka. Toto pole sbírá a předává autentizační a autorizační 
údaje (autentizační token, čipové přihlášení, heslo a zpráva). 
Pro úspěšné provedení transakce musí mít klient nainstalovanou SPA aplikaci a musí být 
zaregistrován. Jakmile si zákazník vybere zboží a přistoupí k pokladně, aktivuje se SPA aplikace, 
která zahajuje komunikaci s obchodníkem (1 – viz obr. 8). SPA aplikace zajišťuje přenos informací 
od obchodníka ke klientovi (2). Zákazník po vyzvání zadá své autentizační údaje, které SPA aplikace 
přepošle na SPA server, který je umístěn v bance klienta (3). SPA server ověří shodu autentizačních 
údajů od SPA aplikace a údajů uložených v databázi serveru a vygeneruje autorizační token AAV. 
AAV token je následně odeslán SPA aplikaci jako odpověď (4). Aplikace přepošle AAV straně 
obchodníka (5). Obchodník následně přepošle AAV společně s požadavkem o autorizaci transakce 
své bance (6). Banka provede ověření krytí transakce dotazem na banku klienta přes peněžní síť 
Banknet. Dotaz se skládá z autorizačního požadavku a AAV (7). Banka klienta ověří, zda se shoduje 
zaslaný AAV token s hodnotou uloženou v databázi a odpověď pošle bance obchodníka (8). Banka 
obchodníka přepošle odpověď obchodníkovi (9), který transakci potvrdí a klientovi odešle informace 





Obrázek 9: Průběh transakce v systému UCAF 
3.4 NetBill 
 
NetBill je protokol zajišťující mikroplatby 20 za zboží nebo informace přes Internet. Na rozdíl od 
jiných e-commerce protokolů, NetBill zohledňuje i požadavek zajištění ověřené dodávky zboží. 
Protokol má tři strany – zákazníka, obchodníka a banku. Transakce začíná zasláním zprávy „Goods 
Request“ (1 – viz obr. 9), kterou zákazník zadává požadavek na objednání zboží. Obchodník na 
zprávu odpovídá šifrovanou zprávou „Encrypted Goods“ (2). Zákazník následně musí zadat příkaz 
k úhradě „Payment Order“ (3), který obchodník přesměruje spolu s klíčem bance (4). Banka 
zkontroluje, zda může být transakce provedena a v případě že ano, posílá obchodníkovi zpět zprávu 
„Payment Slip“ (5) spolu s klíčem. V případě, že zákazník nemá na kontě dostatek peněz k provedení 
transakce, zasílá banka zprávu „No Payment“. Obdrženou zprávu obchodník přeposílá zákazníkovi 
(6). Pokud zákazník neobdrží zprávu s výsledkem transakce, umožní mu protokol, aby po vypršení 
určitého času sám přímo kontaktoval banku pomocí zprávy „Transaction Enquiry“ (7).  Odpovědí na 
přímou zprávu zákazníka do banky je opět zpráva „Payment Slip“ nebo zpráva „No Payment“. 
V případě, že transakce do banky vůbec nedorazí, dojde zákazníkovi odpověď „No Record“ (8).  
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Obrázek 10: Průběh transakce v systému NetBill 
 
 Pokud nastane situace, že čekací doba pro obdržení odpovědi z banky od obchodníka je kratší 
než doba pro zaslání této informace, může se stát, že zákazník obdrží dvě odpovědi informující o 
statusu transakce – jednu od obchodníka a jednu od banky. Jestliže nedošlo během procesu 
k podvrhnutí zasílané zprávy, měly by být obě zprávy totožné a zákazník si vybere jednu z nich.  
Protokol musí zajistit splnění tří podmínek: 
• Zajištění atomicity peněz – peníze nemohou během transakce ani vzniknout ani zaniknout. 
Atomicita peněz je základním stupněm atomicity v oblasti elektronických plateb 
• Zajištění atomicity zboží – obchodník obdrží platbu pouze v případě, jestliže zákazník obdrží 
zboží 




Common electronic purse specification byl uveden na trh v březnu roku 1999. Za autora je 
považována společnost CEPSCO, LLC. CEPS je celosvětový standard, který umožňuje správu 
finančních prostředků. Charakteristickou vlastností standardu je jeho kompatibilita se standardem 
Europay MasterCard Visa (EMV). Standard popisuje systémovou bezpečnost, specifikaci pro smart 
karty a požadavky pro komunikaci jednotlivých aplikací na kartě. Standard dále definuje rozhraní 
terminál – karta a specifikuje formát zasílaných zpráv pro zpracování transakcí. Aby bylo zajištěno 
bezpečné provedení transakce, používá se šifrování veřejným klíčem. Specifikaci standardu popisují 
tři dokumenty – Functional requirements, Business requirements a Technical specifications.  
Hlavními entitami systému jsou nabyvatel obchodníka, vkladový nabyvatel, vydavatel karty a 
vydavatel financí. Nabyvatel obchodníka umožňuje a finančně vyrovnává tzv. point-of-sale transakce 
(dále jen POS). Typickým příkladem POS transakce je například automat. Součástí POS aparátu je 
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Purchase Secure Application Module (PSAM). PSAM zajišťuje bezpečnost uchovávaných a 
zpracovávaných dat, které jsou používány pro autentizaci transakce. Za správný chod POS zařízení 
odpovídá nabyvatel. Úlohou nabyvatele je také zajištění, aby při zrušení transakce byla obdržena 
informace o neprovedené transakci. 
Vkladový nabyvatel je zodpovědný za autorizaci dané transakce. Vkladový nabyvatel dále 
spravuje vkladový aparát. Ten obsahuje informace o všech transakcích, které jsou zpracovávány. 
Příkladem vkladového zařízení může být i domácí počítač.    
Vydavatel karty poskytuje platební kartu a současně ručí za hotovost, která je na kartě 
uložena. Vydavatel musí být schopný ověřit, zda je karta platná a zároveň je ručitelem všech 
transakcí, které obdrží.  
Způsob, jakým se peníze mohou vložit na kartu je dvojí – spojeně a nespojeně. V případě 
spojeného vkladu nedochází k přesunu peněz mezi finančními institucemi. Při nespojeném vkladu se 
finanční prostředky přesunují od vydavatele financí do finančních rezerv vydavatele karty. V tomto 
případě je zapotřebí autorizovat finanční prostředky vkládané na kartu. Tuto autorizaci provádí 
vydavatel financí.   
Samotná autentizace může probíhat dvěma způsoby. Prvním z nich je on-line autorizace, při 
které dochází k přímé komunikaci mezi vydavatelem a platební kartou. Vydavatel karty spolu 
s kartou sdílí privátní klíč. Za pomoci tohoto klíče jsou následně vygenerovány MAC kódy21 (max. 
8By). Druhým způsobem je off-line autentizace, při které se komunikace uskutečňuje mezi PSAM a 
kartou. PSAM i karta užívají veřejný klíč a šifrovací algoritmus RSA. 
 
 






                                                     
21
 MAC kód – unikátní identifikátor síťového zařízení 
Vkladové 
zařízení











Homebanking Computer Interface je systém, který byl vytvořený konsorciem německých bank 
(Sparkasse, Volksbanken und Raiffeisenbanken a Bundesverband deutscher Banken e.V.). HBCI byl 
uveden na trh 1.10.1997.  Zatímco protokoly OFX (Open Financial Exchange), IFX (Interactive 
Financial Exchange) nebo SET byly ušity na míru severoamerickému trhu, HBCI je protokol splňující 
požadavky trhu evropského.  
 
Obrázek 12: Rozhraní HBCI 
Mezi základní vlastnosti protokolu patří jeho nezávislost na platformě a použití šifrování 
pomocí algoritmů DES a RSA. K zajištění větší bezpečnosti je klíč uložen na čipové kartě. HBCI 
definuje komunikaci mezi klientem a bankovními servery. Zasílané zprávy používají znakovou sadu 
ISO 8859. Každá zpráva obsahuje hlavičku, podpisové hlavičky, obchodní segmenty, podpisový 
trailer a trailer zprávy. Nepovinnou součástí zprávy je tzv. šifrovací hlavička.  
HBCI byl nahrazen svým nástupcem FinTS (Financial Transaction Services), ale většina bank 
v Německu stále používá protokol HBCI.  
 
3.7 BIPS, NPP 
 
The Bank Internet Payment System byl vytvořen roku 1998. Standard vznikl díky potřebám vytvořit 
protokol, který by umožňoval rozvoj B2B transakcí22 přes volně dostupnou síť Internet. Systém 
umožňuje zpracovávat transakce s vysokou i s nízkou hodnotou. Obchodníci mohou zasílat platební 
příkazy své bance přes síť Internet. Na straně banky vystupuje BIPS server. BIPS server instrukci 
přeloží a přepošle ji danému platebnímu systému. BIPS server představuje prostředníka mezi 
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obchodníkem a ostatními platebními systémy, na které je napojen. Plátce může komunikovat se svou 
bankou dvěma způsoby, buď pomocí e-mailů, nebo přes internetový prohlížeč.  
Protokol funguje na principu zasílání zpráv - požadavků a odpovědí. Požadavky musí 
splňovat základní podmínky. Každý požadavek musí být proveditelný. Plátce musí mít možnost 
dohodnout se se svou bankou na daném platebním mechanismu. Požadavek dále musí splňovat 
podmínku úplnosti a aktuálnosti. Struktura požadavku musí obsahovat veškeré potřebné údaje, aby 
mohla být instrukce provedena (částka, příjemce, plátce, den splatnosti atd.). Po zaslání tzv. 
stavového požadavku musí být plátci umožněno zjistit informace o stavu dřívějších instrukcí. 
Posledním typem požadavku je požadavek přerušení. Požadavek přerušení pozastavuje nebo ukončuje 
předchozí instrukce.   
Aby byla zajištěna bezpečnost přenosu informací a dat, je používána infrastruktura veřejných 
klíčů (PKI) a digitální podpis (vytvářen na základě certifikátu X.509, který vlastní každý účastník 
systému). Digitální podpis je šifrován do ASCII znaků za použití kódování Base64, kde je pro každý 
znak vyhrazeno 6 bitů. Všechny instrukce jsou podepsány digitálním podpisem a doplněny 
certifikátem odesílatele spolu s unikátním identifikátorem transakce. 
Na základě BIPS byl vytvořen protokol Network Payment Protocol. Jeho jádro tvoří jazyk 
XML (Extensible Markup Language). Protokol je stejně jako protokol BIPS založen na systému 
zasílání XML zpráv. Každá zpráva se skládá z několika polí. Každá NPP zpráva obsahuje informace 
o typu platby, plátci, příjemci, částce. Všechny zprávy jsou ukládány. Autentizace NPP protokolu je 
založena na architektuře UCAF/SPA. 





Obrázek 13: Architektura systému BIPS 
                                                     
23











Open Financial Exchange protokol byl uveden dne 16.1.1997 společnostmi Microsoft, Intuit a 
CheckFree. Na rozdíl od jiných protokolů je přínosem tohoto standardu, že dovoluje přímou 
komunikaci mezi klienty a bankou. Specifikace protokolu OFX vychází z jazykové rodiny SGML 
(Standard Generalized Markup Language). OFX byl původně vytvořen jako protokol, který by byl 
nezávislý na jiném protokolu, ale již verze 1.0 - 1.6 využívaly skriptů rozhraní CGI (Common 
Gateway Interface) a pro komunikaci využívaly protokol TCP (Transmission Control Protocol).  
Protokol je založen na principu zasílání zpráv dotaz-odpověď. Zasílané zprávy jsou ve 
formátu XML. Požadavky se na server zasílají ve formě http POST příkazu. Server požadavek 
zpracuje a následně odešle odpověď. K autentifikaci používá protokol certifikátů. Pro zabezpečení 
zpráv se používá šifrovací algoritmus RSA, OFX podporuje SSL.   
 
3.9 Srovnání protokolů 
 
Při porovnávání protokolů jsem vycházela z následujících kritérií - geografické hledisko, využitelnost 
protokolu a bezpečnostní kritérium.  
 Podle geografického hlediska se dají protokoly rozdělit na standardy používané celosvětově a 
potom na protokoly, které byly ušity na míru severoamerickému trhu a podmínkám evropského trhu. 
K celosvětově používaným protokolům patří protokoly vyvinuté společnostmi Visa a MasterCard. 
Spoluprací těchto dvou společností vznikl protokol SET, který se ovšem díky vysokým finančním 
nákladům, časové náročnosti a složité implementaci příliš neprosadil.   
 Společnosti po čase začaly být konkurenty a každá přichází se svým vlastním protokolem. 
Společnost Visa vyvinula protokol Visa 3-D Secure a společnost MasterCard uvedla na trh protokol 
UCAF/SPA. Konkurencí těchto společností vznikla řada problémů zejména obchodníkům, kteří 
museli investovat své finanční prostředky do obou technologií, aby zabránili ztrátě zákazníků. 
 K standardům speciálně vytvořeným pro severoamerickou oblast patří SET a OFX. 
Protokolem vytvořeným na míru podmínkám evropského trhu je HBCI nebo FinTS. 
 Z hlediska využitelnosti můžeme rozdělit protokoly na ty, které byly vytvořeny pro platební 
karty, na standardy definující prostředí a na protokoly mikroplateb. Protokoly upravující komunikaci 
při platbě platební kartou jsou Visa 3-D Secure a UCAF/SPA. Částečně sem můžeme zařadit i 
protokol CEPS orientující se na smart karty. Standardem definujícím rozhraní je HBCI a protokolem 
vytvořeným pro mikroplatby je Netbill.  
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 Z bezpečnostního hlediska lze říci, že všechny analyzované protokoly mají implementovanou 
řadu ochranných prvků pro zajištění bezpečného přenosu dat. K základním používaným 
bezpečnostním mechanismům patří šifrování přenášených zpráv, digitální podpis, digitální certifikáty 
a infrastruktura veřejných klíčů. Téměř všechny protokoly využívají pro přenos zpráv služeb SSL. 
Digitální certifikát nebo digitální podpis můžeme nalézt u standardů SET, Visa 3-D Secure, CEPS, 
HBCI nebo BIPS. Setkáváme se také s implementací vlastních speciálních modulů, které slouží 
k zajištění bezpečnosti. Příkladem tohoto modulu je PSAM protokolu CEPS.  
 Jednoznačně říci, který z protokolů je nejlepší, nelze. Dle mého názoru má každý ze 
standardů svou opodstatněnost s ohledem na místní legislativu, využitelnost a bezpečnost.  
 
 
4 Nástroje pro formální verifikaci 
Nástroji pro formální verifikaci protokolů rozumíme nástroje, které dokazují či vyvracejí správnost 
modelovaného systému vzhledem k dané formální specifikaci, nebo které dokazují či vyvracejí 




Nástroj Casper vznikl na Oxford University a je zaměřen na automatickou tvorbu CSP24  popisu 
protokolů. Jedná se o kompilátor, který zjednodušuje složitý zápis protokolu a generuje CSP procesy. 
Z jednoduchého zápisu protokolu je následně vygenerován CSP kód. Zdrojový kód se převede na 
CSP systém. Jednotlivé agenty včetně narušitele reprezentují v systému procesy. Komunikace mezi 
agenty je popsána v CSP notaci. Zasílanou zprávu může narušitel odposlechnout, zadržet, šifrovat a 
dešifrovat pomocí klíčů, které zná a poslat falešnou zprávu ostatním agentům v systému.  
Výstup kompilátoru je dále předán jako vstup FDR25 kontroloru, jehož úkolem je ověřit, zda 
protokol odpovídá všem bezpečnostním požadavkům. V případě, že protokol nesplňuje některý 
z bezpečnostních požadavků, výstup FDR podá informaci o tom, jak lze protokol napadnout. Výstup 
FDR Casper zpětně transformuje do podoby, ze které zjistíme, která zpráva je v protokolu riziková a 
snadno napadnutelná.  
Zdrojový kód je má příponu .spl a lze jej rozdělit na dvě částí – první je definice protokolu, 
operátorů a druhá část je tvořena systémem, který má být kontrolován. Každá část je dále tvořena 
                                                     
24
 CSP – Communicating Sequential Processes 
25
 FDR – Failures – Divergence Refinement 
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dalšími podčástmi – definice proměnných, procesů, popisu samotného protokolu, specifikace, 
aktuálních proměnných, funkcí, systému a narušitele.  
Kód začíná popisem protokolu. Formální model protokolu představuje množinu událostí, 
které mohou v protokolu nastat. Fakticky jde o množinu zasílaných zpráv. Před začátkem psaní kódu 
je potřeba nadefinovat sekvenci zpráv protokolu. K tomu se použije hlavička #Protocol 
description. Pro zaznamenání skutečnosti, že je známo mezi kým bude komunikace probíhat, se 
na začátek přidává jedno pravidlo. Předpokládáme, že běh protokolu iniciuje zákazník, který obdrží 
zprávu od obchodníka nebo z okolního prostředí.  
0. -> A : B 
Absence pole odesílatele značí, že zpráva je poslána prostředím. Předpokladem je, že tento typ zprávy 
nemůže být odchycen narušitelem ani být podvrhnut. Za úvodním pravidlem následuje popis 
zasílaných zpráv. Pro klíčem zašifrovanou zprávu, používá Casper notaci {m}{k}. Zpráva m je 
zašifrována klíčem k. Častým typem zprávy používané v platebních protokolech je zpráva, kterou 
agent nemůže sám dešifrovat, ale pouze ji přeposílá jinému agentovi. K tomuto používá Casper tzv. 
%-notaci. Využívá se zápisu m%v. Ten říká, že příjemce zprávy není schopen zprávu m dešifrovat, 
ale pouze ji vyzvednout v podobě proměnné v. Naopak zápis v%m říká, že odesílatel pošle zprávu 
uloženou v proměnné v a příjemce je schopen ji dešifrovat a získat uloženou zprávu m.  
Za popisem protokolu následuje definice používaných proměnných pod hlavičkou #Free 
variables. Tato část definuje používané proměnné a provádí svázání inverzních klíčů. 
Následující částí kódu je definice procesů. Všichni agenti jsou v systému reprezentováni jako 
CSP procesy. Definice procesů dávají jednotlivým agentům jednoznačné role. Jména procesů jsou 
také jména, která reprezentují jednotlivé agenty. Klíčové slovo knows definuje, které klíče jednotliví 
agenti znají před začátkem běhu protokolu. Kdykoliv agent zasílá zprávu, musí znát všechny její 
složky, aby byl schopen ji sestavit.  
Bezpečnostní požadavky kladené na protokol definujeme pod hlavičkou 
#Specification. Požadavky začínající klíčovým slovem Secret určují, že daná data jsou 
tajná. Například pravidlo Secret(A,v,[B1 ,…,Bn]) říká, že agent A předpokládá, že hodnota proměnné 
v je utajená a je známa pouze agentům B1,…,Bn. Naproti tomu požadavky, které uvozuje klíčové slovo 
Agreement, značí specifikaci autentizace. Pravidlo Agreement(A,B,[v1,...,vn]) potom značí, že 
agent A se dohodl s agentem B na tom, že autentizace A u B bude probíhat  zasláním proměnných 
v1,...,vn. 
Druhou logickou částí skriptu je definice konkrétního systému, který má být kontrolován. 
Tato část se dále skládá z definice typů proměnných, z definice funkcí, z definice systému a 
z informací o narušiteli. Definice typů proměnných používaných v testovaném systému se velmi 
podobá definici typu proměnných z první části skriptu. Rozdílná je pouze v tom, že agentům jsou 
dána jakási zástupná jména. Dále je potřeba přidat nový proces, který bude reprezentovat narušitele 
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systému, a vytvořit mu příslušné klíče relace. Bývá zvykem proměnné systému, které korespondují 
s proměnnými uvedenými pod hlavičkou #Free variables, značit stejnými názvy. Odlišení 
proměnných se potom děje pomocí prvního velkého písmene. Definice typů je uváděna pod hlavičkou 
#Actual variables. 
Pod hlavičkou #Functions jsou dále definovány funkce, které systém používá. Používané 
klíče bývají často definovány pomocí klíčového slova symbolic. Toto klíčové slovo značí, že 
program si vytváří své vlastní hodnoty, aby reprezentoval výsledky funkce.  
Nejdůležitější částí definice celého systému je označení agentů, kteří mají být kontrolováni. 
Typy parametrů procesů musí korespondovat s typy parametrů, které byly definovány pod hlavičkou 
#Processes. Definice systému probíhá pod hlavičkou #System. 
Poslední částí skriptu jsou informace o narušiteli systému. Narušitel má přidělen identifikátor 
a množinu dat, kterou na počátku běhu protokolu zná. Definice se děje pod hlavičkou #Intruder 
Information.  
Nevýhodou nástroje je skutečnost, že Casper počítá s konečným stavovým modelem a tudíž 




Nástroj SPIN (Simple Promela Interpreter) byl vytvořen pro simulaci a verifikaci distribuovaných 
softwarových systémů. Nástroj SPIN je jedním z nejpoužívanějších nástrojů pro ověřování modelů. 
Byl vyvinut v laboratořích Bell v USA v roce 1980. Za autora je považován G. J. Holzmann. Volně 
dostupný je nástroj od roku 1991 v open-source podobě.  
SPIN ověřuje vlastnosti systémů zaměřením se na korektnost interakcí procesů. Interakce 
procesů může být specifikována pomocí rendezvous26, pomocí asynchronních zpráv zasílaných 
bufferovanými kanály, pomocí sdílených proměnných nebo kombinací těchto možností. Od verze 4 
nástroj podporuje zabudovaný kód v jazyce C jako součást specifikace modelu. Nástroj podporuje 
náhodnou, interaktivní a řízenou simulaci a dokazovací techniky založené na prohledání stavového 
prostoru jak do šířky, tak do hloubky. Nástroj SPIN je vytvořen v jazyce C a je přenosný na všechny 
verze operačních systémů Unix, Linux, cygwin, Plan9, Inferno, Solaris, Mac a Windows. Grafickým 
rozhraním nástroje znázorňujícím simulaci modelu je XSPIN. Základní strukturu nástroje znázorňuje 
následující obrázek.  
                                                     
26
 Rendezvous – metoda vedoucí k vytváření dodatečných úkolů pro obsluhu sdílených dat 
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Obrázek 14: Struktura nástroje SPIN 27 
Alternativním GUI k nástroji je jSpin, které je vytvořeno v jazyce Java. JSpin je jednoduché 
rozhraní, které se skládá z jednoduchého okna s menu, toolbarem a třemi textovými podokny. 
Všechny části spin rozhraní jsou konfigurovatelné. Některé v době překladu, některé v době 
inicializace a některé i za běhu programu. Rozhraní jSpin znázorňuje následující obrázek.  
 
Obrázek 15: Grafické rozhraní jSpin28 
                                                     
27
 Holzmann, G. J. (5. 5. 1997). Spinroot.com. Získáno 27. 11. 2009, z http://spinroot.com/spin/Doc/ieee97.pdf 
28
   (nedatováno). Získáno 28. 12. 2009, z http://stwww.weizmann.ac.il/g-cs/benari/jspin/jspin.jpg 
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SPIN přijímá model zapsaný ve vysokoúrovňovém nedeterministickém jazyce PROMELA29 
a přijímá požadavky vyjádřené v lineární temporální logice (LTL). Popis procesu v jazyce 
PROMELA je proveden pomocí definice proctype. Každý proces je nástrojem přeložen do podoby 
konečného automatu.  
Pro vyjádření operátorů temporální logiky always (G) a eventually (F) používá SPIN notaci [] 
a <>. Dalšími temporálními operátory používanými ve SPINu jsou until(U) a release(V) Pro 
booleovské operatory ¬, ∧, ∨ a ⇒ používá notaci !, &&, || a ->. Podmínky, které musí být v daném 




Dalším nástrojem pro ověřování správnosti protokolů je Isabelle. Isabelle je generický systém pro 
implementaci logických formalismů implementovaný v jazyce ML30. Na vývoji nástroje se podílel 
Larry Paulson z University of Cambridge a Tobias Nipkow z Technické univerzity v Mnichově. 
Nástroj vyjadřuje matematické formule ve formálním jazyce a poskytuje nástroj k ověření těchto 
formulí pomocí logického kalkulu. Vstupní kód je vytvořen v dokazovacím jazyku Isar. Výhodou 
nástroje je podpora uživatelem nadefinovaných vlastních notací pomocí klasických matematických 
symbolů. Specifikace protokolu může být zadána i v LaTeX souboru, ze kterého Isabelle automaticky 
vygeneruje dokumentaci. Nástroj umožňuje převádět specifikaci protokolu přímo do kódů jazyků 
SML31, OCaml32 a Haskell33. Základním uživatelským rozhraním nástroje je rozhraní Proof General. 
 
                                                     
29
 PROMELA – Process Meta Language – imperativní jazyk podobný jazyku C 
30
 ML – Meta Language – „nečistý“ funkcionální programovací jazyk 
31
 SML – Service Modeling Language – jazyk z rodiny XML určený k vytváření modelů komplexních 
informačních služeb a systémů 
32
 OCaml – Programovací jazyk, staticky orientovaný typový systém.  
33
 Haskell – čistě funkcionální programovací jazyk založený na lambda kalkulu a teorii kategorií. 
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Obrázek 16: Rozhraní Proof General34 
Isabele rozpoznává tři typy účastníků – Server (důvěryhodný počítač), Friend nat (nekonečná 
množina přátelských agentů) a Spy (útočník). 
datatype agent = Server | Friend nat | Spy 
Zasílanou zprávou můžou být jména agentů, poznámky, klíče, složené zpráva nebo šifrovaná zpráva.  
datatype msg = Agent agent | Nonce nat | Key key | MPair msg msg | Crypt key msg 
Útočník je modelován jako jeden z agentů systému. Útočník sleduje síť a k dešifrování zpráv používá 
klíče, které zná. Útočník ze získaných zpráv vytvoří zprávy nové a tyto podvrhnuté zprávy následně 
zasílá agentům v systému. K zachycení této situace používá Isabelle dvě funkce, a to analz a synth. 
Každá z těchto funkcí vyjadřuje mapování jedné množiny zpráv na druhou. Zápis analz H formálně 
vyjadřuje množinu znalostí, které útočník může získat z množiny zpráv H. Množinu podvrhnutých 
zpráv, které může útočník z množiny zpráv H vytvořit, zachycuje výraz synth(analz H).  





AVISPA (Automated Validation of Internet Security Protocols and Applications) je nástroj 
poskytující modulární formální jazyk pro specifikaci protokolů a ověřování jejich bezpečnosti. 
Experimentálními výsledky při formalizaci a verifikaci velké množiny protokolů bylo prokázáno, že 
AVISPA je v dnešní době jeden z nejlepších a nejmodernějších nástrojů, který dokázal odhalit 
                                                     
34
  (nedatováno). Získáno 6. 12. 2009, z http://dream.inf.ed.ac.uk/projects/isaplanner/images/isaplanner.png 
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možnosti napadení v řadě protokolů, které byly dříve považovány za bezpečné. Vývoj programu začal 
1.1.2003v rámci programu Evropské unie „Information Society Technologies Programme“. 
 Nástroj AVISPA v sobě integruje čtyři nástroje – CL-Atse (Constraint-Logic-based Attack 
Searcher), Sat-MC (SAT-based Model-Checker), OFMC (On-the-Fly Model Checker) a TA4SP (Tree 
Automata based on Automatic Approximations for the Analysis of Security Protocol). Autory 
jednotlivých nástrojů jsou po řadě M. Turuani, A. Armando, S. Mördersheim a Y.Boichut. 
Specifikace modelu je u všech nástrojů zapsaná v jazyku HLPSL (High-Level Protocol Specification 
Language). HLPSL je modulární formální jazyk, který se využívá k specifikaci řídícího toku, 
datových struktur, modelu narušitele, ale také i ke specifikaci různých kryptografických primitiv a 
jejich algebraických vlastností. Kód v jazyce HLPSL je dále přeložen překladačem HLPSL2IF 
do zprostředkovacího jazyka s názvem IF (the Intermediate Format).  
Experimenty bylo prokázáno, že OFMC je rychlejší než Casper/FDR2. Na rozdíl od Casperu 
je OFMC koncipován i pro prohledávání širokého nebo i nekonečného stavového prostoru. Casper má 
omezený počet zasílaných zpráv, aby byl vytvořen konečný stavový model. Toto omezení je 
problematické pro rozpoznání tzv. type-flaw35 útoků. Casper nepodporuje neatomické klíče.  
AVISPA poskytuje webové grafické rozhraní, které umožňuje editace specifikace protokolu a 
konfiguraci back-end aplikací integrovaných v nástroji. Pokud nástroj nalezne slabé místo protokolu, 
zobrazí jej ve formě tzv. Message Sequence Chart (MSC)36. Menu rozhraní je přizpůsobeno jak pro 
začátečníky, tak i pro experty. Webové rozhraní je možné stáhnout a nainstalovat na stolní počítač. 
Webové rozhraní znázorňuje následující obrázek. 
                                                     
35
 Type-flaw attack – útok, kdy agent přijme zprávu jednoho typu, která je následně interpretována jako zpráva 
jiného typu. 
36
 MSC – textový a grafický formalismus popisující komunikaci dvou systémů 
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Obrázek 17: Webové rozhraní nástroje AVISPA37 
 
4.5 CPN Tools 
 
CPN (Coloured Petri Nets) je nástroj sloužící k editaci, simulaci a analýze barevných Petriho sítí. 
Nástroj se začal vyvíjet v roce 1991 v Dánsku na University of Aarhus v rámci projektu 
sponzorovaného Danish National Centre for IT Researche (CIT), George Mason University, Hewlett-
Packard, Nokia a Microsoft. Nově vzniklý nástroj nahradil svého předchůdce Design/CPN z roku 
1989. CPN vyžaduje grafický akcelerátor OpenGL. Nástroj je přenositelný mezi platformami 
Windows, Unix/Linux a MacOS. Program je napsaný v jazyce Java. K instalaci programu je potřeba 
registrace pro získání bezplatné licence.  
CPN je jazyk kombinující Petriho sítě s funkcionálním programovacím jazykem SML. 
Petriho sítě poskytují základní grafickou notaci pro modelování konkurenčních systémů, 
komunikačních systémů a synchronizačních modelů. SML poskytuje základy pro definici datových 
typů, pro popis manipulace s daty a pro vytváření kompaktních parametrizovaných modelů. Nástroj 
kombinuje silnou funkcionalitu s pokročilým uživatelským rozhraním, které je založeno na 
moderních simulačních technikách. Ukázku grafického rozhraní poskytuje následující obrázek. 
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Obrázek 18: Grafické rozhraní nástroje CPN38 
 
Zvláštností rozhraní je možnost používat současně dvě ukazovací zařízení – myš a trackball. 
V manuálu k ovládání programu je doporučeno používat myš pro úkony vyžadující větší přesnost a 
trackball například pro pohyby komponent. Editace Petriho sítí je snadná a rychlá díky více 
možnostem provedení jednoho úkonu. Kontrola syntaxe je prováděna automaticky na pozadí 
programu. Pokud dochází ke změnám v síti, omezuje se kontrola pouze na místa, ve kterých ke 
změnám došlo, a tím je kontrola syntaxe velmi urychlená a zjednodušená. Nástroj poskytuje kvalitní 
zpětnou vazbu a podrobné informace o nalezených chybách v síti s přesnou lokalizací výskytu chyby. 
Celé uživatelské rozhraní je přehledné a velmi intuitivní. Nevýhodou jazyka je, že nepoužívá 





                                                     
38
  A.V.Ratzer, (nedatováno). Získáno 27. 12. 2009, z http://wiki.daimi.au.dk/cpntools/_files/cpntools_pn03.pdf 
39
 PNML – Petri Net Markup Language – modelovací jazyk pro Petriho sítě 
 29
4.6 ProVerif, FS2PV 
 
ProVerif je nástroj pro ověřování formálního modelu protokolu (nazývaného také jako Dolev-Yao 
model). Nástroj je založen na abstraktní reprezentaci protokolu pomocí Hornovy klauzule40 nebo na 
reprezentaci protokolu pomocí pi-kalkulu. Reprezentace pomoci pi-kalkulu je ještě před během 
převedena do Hornových klauzulí. Nástroj běží na platformě Linux i Windows. Autorem nástroje je 
Bruno Blanchet, který působí na LIENS (Computer Science Laboratory of Ecole Normale 
Supérieure). 
Nástroj podporuje základní kryptografické vlastnosti jako je symetrická a asymetrická 
kryptografie, digitální podpis, hash funkce a další. Nástroj dokáže ověřit následující vlastnosti: 
• Bezpečnost – útočník nemůže obdržet tajnou zprávu 
• Autentifikaci 
• Tzv. silné utajení – útočník nepozná rozdíl, když se hodnota tajemství změní 
• Ekvivalenci procesů, které se liší pouze termy. 
Výstup programu může být trojího typu. Pokud je výstupem slovo „yes“, znamená to, že 
nástroj neodhalil žádnou chybu a považuje protokol za bezpečný. Druhou možností je nalezení útoku 
jako protipříkladu k zadanému protokolu a poslední možností je, že nástroj nedokáže říct, zda je 
protokol bezpečný. V posledním případě je výstupem programu „cannot tell“. Často se stává, že při 
posledním typu výstupu program běží do nekonečna a není možno jej zastavit. Pro příjemnější práci 
s nástrojem je k dispozici ProVerif Editor napsaný v jazyce Python. Ukázku prostředí editoru 
poskytuje následující obrázek. 
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Obrázek 19: Grafické rozhraní ProVerif Editor41 
 
Výhodou nástroje je jeho rychlost, verifikace je plně automatická a nástroj je volně dostupný. 
Za nevýhodu může být považována nemožnost pozastavení běhu programu.  
FS2PV je verifikační nástroj, který kompiluje specifikaci protokolu v jazyku F#42 na pi-
kalkulus model. Tento model pak může být dále analyzován například pomocí nástroje ProVerif. 
FS2PV byl vyvinut v rámci projektu Samoa společnosti Microsoft. Původně byl nástroj zaměřen na 
protokoly na bázi XML, dnes je použitelný i pro binární protokoly. Autorem nástroje je Stephen Tse a 




CafeOBJ je nový nástroj pro algebraickou specifikaci protokolů. Byl vyvinut v Japonsku v Japan 
Advanced Inst of Science and Technology (JAIST) a za autora je považován Prof. Kokichi Futatsugi. 
Jako přímý následník nástroje OBJ zdědil jeho všechny vlastnosti (silné typování, parametrizované 
moduly, behaviorální specifikace, širokou podporu importovaných souborů apod.), ke kterým přibyla 
                                                     
41
   (nedatováno). Získáno 28. 12. 2009, z http://linux.softpedia.com/screenshots/ProVerif-Editor_5.png 
42
 F# - objektový programovací jazyk pro platformu .NET 
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přepisovací pravidla logiky a skrytá algebra a možnost jejich kombinací. Následující tabulka ukazuje 
k jednotlivým logikám jejich příslušná specifikačně-programová paradigmata.  
 
  logic Spec/pgm paradigm 
MSA many sorted algebra algebraic specification 
OSA order sorted algebra algebraic specification with subtypes 
HSA hidden sorted algebra behavioural concurrent specification 
HOSA hidden order sorted algebra behavioural concurrent specification with subtypes 
RWL rewriting logic rewriting logic specification 
OSRWL order sorted rewriting logic rewriting logic specification with subtypes 
HSRWL hidden sorted rewriting logic behavioural rewriting logic specification 
HOSRWL hidden order sorted rewriting algebra behavioural rewriting logic specification with subtypes 
Tabulka 1: Logiky CafeOBJ 
Mezi jednotlivými typy logik existují vztahy, které znázorňuje CafeOBJ kostka na následujícím 
obrázku. 
 
Obrázek 20: CafeOBJ kostka43 
 
Jazyk poskytuje kombinaci statické a dynamické specifikace. Statické prvky systému jsou 
specifikovány termy výchozí algebry a dynamické aspekty specifikují termy skryté algebry.  
4.8 CPV-TLV 
 
Nástroj CPV-TLV vznikl kombinací dvou nástrojů – nástroje CPV ( Cryptographic Protocol Verifier) 
a TLV (Temporal Logic Verifier). Autorem nástroje CPV je Bruno Blanchet. CPV využívá Hornovy 
klauzule. Jeho výhodou je rychlost. K nevýhodám nástroje patří, že v některých případech 
nerozpozná útok a protokol považuje za bezpečný. Nástroj TLV poskytuje flexibilní prostředí pro 
verifikaci konečných stavových systémů. Výhodou nástroje je, že pokud známe alespoň přibližnou 
                                                     
43
  (nedatováno). Získáno 6. 12. 2009, z http://www.ldl.jaist.ac.jp/cafeobj/images/cube.gif 
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povahu možného útoku, TLV dokáže jednoznačně říci, zda je tento útok reálný, a pokud opravdu je, 
poskytne o něm detailní popis. Nástroj TLV je založen na jiném nástroji, a to na nástroji SMV44. 
Nástroj CPV-TLV vznikl na New York University a za autora je považován Ariel Cohen.  
 Nástroj kombinující tyto dva nástroje tak sloučil výhody obou nástrojů a současně tak omezil 
jejich slabá místa. CPV poskytne informaci, zda je protokol bezpečný a TLV je používán k přijmutí či 
odmítnutí útoků, které mohou být detekovány CPV. Vstupem nástroje je jednoduchý popis protokolu 
v Dolev-Yao modelu.  
 Syntaxe jazyka je velmi podobná jazyku, který používá nástroj Casper. Vstupní soubor 
nástroje musí obsahovat definici privátních proměnných pod hlavičkou #Private Variables. 
Těmito proměnnými rozumíme proměnné protokolu, které znají účastníci protokolu, ale neměly by 
být známy narušiteli. Definice globálních proměnných se provádí pod hlavičkou #Global 
Variables. Globální proměnné jsou známy všem účastníkům systému, včetně narušitele. 
Následuje definice funkcí pod hlavičkou #Functions, popis protokolu pod hlavičkou #Protocol 
Description. Protokol je popsán množinou zasílaných zpráv. Každá zpráva musí mít své 
unikátní číslo. Rozlišujeme tři typy zpráv – zpráva od agenta k agentovi, zpráva zaslaná prostředím 
agentovi a zpráva zaslaná agentem prostředí. Za popisem protokolu následuje deklarace tajemství, u 
kterých nástroj provádí kontrolu, zda by mohly být narušitelem získány.  
4.9 Scyther 
 
Scyther je nástroj pro automatickou verifikaci protokolů ověřující neomezené množství sezení a 
nonces45. Autorem nástroje je Cas Cremers působící na Eidgenössische Technische Hochschule 
Zürich. Nástroj posloužil k odhalení řady tzv. multi-protokolových útoků. Tyto útoky způsobují 
interakce mezi různými protokoly. Pomocí Scytheru byla formalizována a ověřena řada protokolů ze 
SPORE knihovny46. 
Nástroj vychází z verifikačního nástroje Athena, který dále rozšiřuje. I přes omezenou 
množinu zpráv dokáže nástroj rozhodnout o bezpečnosti řady protokolů. Nástroj podporuje  
modelování synchronizace a architektury PKI. Výhodou nástroje je kvalitní grafické rozhraní napsané 
v Pythonu, které podrobně informuje o nalezených chybách v protokolu. Vstupy a výstupy GUI 
popisuje následující obrázek. 
                                                     
44
 SMV – Symbolic Model Verifier – nástroj pro ověřování HW systémů 
45
 Nonce – náhodné nebo pseudonáhodné číslo, které zajišťuje, že předchozí komunikace nemůže být 
zopakována. 
46
 SPORE – Security Protocols Open Repositury – knihovny kryptografických protokolů. 
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Obrázek 21: Vstupy a výstupy GUI nástroje Scyther47 
Nástroje běží pod operačními systémy Windows, Linux a Mac OS X. V současné době probíhá 
zdokonalování nástroje tak, aby nástroj podporoval modely protokolů vytvořených v nástroji Isabelle. 
Grafické rozhraní nástroje zobrazuje následující obrázek.  
 
Obrázek 22: Grafické rozhraní nástroje Scyther48 
                                                     
47
 Cremers, C. J. (2006). Scyther - Semantics and Verification of Security Protocols. Eindhoven: Technische 
Universiteit Eindhoven, s.98 
48
  (nedatováno). Získáno 30. 12. 2009, z http://people.inf.ethz.ch/cremersc/scyther/scyther-windows.png 
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4.10 Srovnání nástrojů 
 
K porovnání analyzovaných nástrojů jsem použila několik kritérií. Prvním z nich byla rychlost a 
efektivnost prováděné verifikace. Nejrychlejším nástrojem je podle experimentů Scyther. Rychlost 
nástroje zvyšuje také skutečnost, že nepoužívá aproximace. Velmi rychlým nástrojem je AVISPA, 
která kombinuje čtyři analyzátory. Nejrychlejšími analyzátory AVISPy jsou CL-Atse a OFMC. Pro 
protokoly s větším množstvím zasílaných zpráv je vhodný analyzátor Sat-MC. Z hlediska rychlosti je 
výhodné použít také nástroj ProVerif, u kterého je rychlost zajištěna mimo jiné také abstrakcí nonces. 
 Další kritérium, které jsem pro porovnání nástrojů zvolila, byl logický základ, na kterém je 
nástroj postaven. Dle tohoto hlediska, můžeme rozdělit nástroje na ty, jejichž základem jsou CSP 
procesy – Casper/FDR, na nástroje postavené na Petriho sítích – CPN Tools, na logickém kalkulu – 
např. Isabelle, AVISPA, ProVerif. Široké množství logik používá i nástroj CafeOBJ.  
 Posledním kritériem pro porovnání je uživatelská přívětivost nástroje. Kvalitní grafické 
rozhraní s dobrou zpětnou vazbou poskytují nástroje SPIN, Isabelle, AVISPA, CPN Tools a Scyther. 
Ostatní nástroje jsou většinou ovládány pomocí příkazového řádku. Největší podporu ostatních 
specifikačních jazyků má nástroj Isabelle. Nástroj umožňuje uživateli tvorbu vlastních notací 
založených na matematických základech. Nástroj AVISPA své grafické rozhranní přizpůsobil jak 
začínajícímu uživateli, tak i pokročilému. Nevýhodou může být ale nutnost znalosti nového 
programovacího jazyka. Vlastní formát notace má i nástroj CPN Tools, u kterého je ovšem notace 
velmi přehledná a snadno naučitelná. Výhodou nástroje je i využití moderních simulačních technik.  
 Všechny analyzované nástroje jsou volně dostupné ke stažení na Internetu. Stručné shrnutí 
















Nástroj Výhody Nevýhody 
Casper/FDR 
  Malá vyjadřovací síla CSP procesů 
  Chybí podpora neatomických klíčů 
  Konečný stavový model - problém 
při rozpoznání type-flaw útoků   
SPIN 
Kvalitní GUI   
Lze modelovat nekonečné chování   
Isabelle 
Kvalitní GUI   
Podpora uživatelem definovaných notací   
Podpora řady specifikačních jazyků   
AVISPA 
obecně 
Webové rozhraní pro začátečníky i experty Náročné ovládání 
Možnost konfigurace back-end aplikací Nutnost znalosti jazyka 
CL-Atse Vysoce efektivní, rychlý   
Sat-MC Efektivní pro protokoly s větším množstvím 
zasílaných zpráv   
OFMC 
Prohledávání širokého i nekonečného 
stavového prostoru   
Vysoce efektivní, rychlý   
TA4SP 
  Pomalejší 
CPN Tools 
Kvalitní GUI Vlastní formát notace Petriho sítí  
Kvalitní zpětná vazba   
Moderní simulační techniky   
ProVerif Rychlá verifikace díky abstrakci nonces 
Nemožnost pozastavit běh 
programu 
CafeOBJ 
Široká paleta logik   
Behaviourální specifikace   
CPV-TLV Výhody obou nástrojů   
Scyther 
Odhalení multi-protokolových útoků   
Kvalitní GUI   
Rychlá verifikace, nepoužívá aproximace   
Tabulka 2: Srovnání nástrojů 
 
5 Verifikace protokolu Visa 3-D Secure 
v nástroji Casper/FDR 
 
Protokol Visa 3-D Secure je víceúrovňový protokol, který využívá služeb bezpečných kanálů. Tyto 
kanály mohou být součástí implementace některého jiného protokolu. Bereme-li v úvahu 
jednoúrovňový protokol (Dolev Yao model), očekáváme, že útočník monitoruje celou síť, přeposílá 
zachycené zprávy, ale nedokáže dešifrovat zašifrovaný text. To znamená, že útočník má možnost 
manipulace s transportním protokolem. Pro víceúrovňové protokoly není tento útok typický. 
K základním předpokladům víceúrovňového protokolu patří předpoklad, že žádný z útočníků není 
stejného typu jako v Dolev Yao modelu a současně, že žádný z útočníků není schopen manipulace se 
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spodní vrstvou protokolu. Tato je obecně považována za bezpečnou. K dalším předpokladům patří, že 
žádný z útočníků nemá možnost manipulace s transportním protokolem.  
 Autorizace platby probíhá v protokolu Visa 3-D Secure až po ověření držitele karty. Tento 
postup má za následek vyšší množství zasílaných zpráv. Každá zpráva pak musí mít vytvořenou 
vlastní relaci. 
5.1 Definice proměnných a procesů 
 
První částí skriptu je definice proměnných a procesů systému. V systému se vyskytují čtyři 
agenti – zákazník (A), obchodník (B), VisaDirectory Server (VDS) a AccessControl Server (ACS).  
 
#Free variables 
A, B, VDS, ACS: Agent   --klient, obchodnik, VDS, ACS 
pan, exp, acqbin, merid, merpass, acctid, url, protocol, Y, mername, 
mercnt, merurl, purxid, purdate, puramnt, msg1, pansh, pass, txtime, 
txstat, cavv, eci, cavvalg, msg2 : Nonce --zasilane zpravy 
PK : Agent -> PublicKey  --verejny klic,  
SK : Agent -> SecretKey   --privatni klic 




Význam používaných proměnných vysvětluje následující tabulka.  
 
Název proměnné Význam 
A Zákazník 
acctid Identifikace účtu 
acqbin Kód nabyvatele 
ACS Access Control Server 
B Obchodník 
cavv Ověřovací hodnota 
cavvalg Algoritmus generující CAVV 
eci Indikátor obchodní transakce 




mercnt Kód země obchodníka 
merid Identifikátor obchodníka 
mername Jméno obchodníka 
merpass Heslo obchodníka 
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merurl URL adresa obchodníka 
msg1 Pomocná zpráva1 
msg2 Pomocná zpráva2 
pan Číslo účtu 
pansh Zkrácené číslo účtu 
pass Heslo klienta k ověření u ACS 
protocol Používaný platební protokol 
puramnt Cena nákupu 
purdate Datum a čas nákupu 
purxid Identifikátor transakce 
txstat Status transakce 
txtime Datum a čas potvrzení zprávy u ACS 
url URL adresa ACS 
VDS Visa Directory Server 
Y Znak indikující ověření účtu 
Tabulka 3: Proměnné protokolu Visa 3-D Secure 
  
Za definicí proměnných následuje definice procesů. Každý agent má předem definovanou 
množinu proměnných, které zná již před počátkem běhu protokolu. Aby byl agent schopen sestavit 










5.2 Běh protokolu 
 
 Nejdůležitější částí specifikace je popis protokolu, který je reprezentován množinou 
zasílaných zpráv. První zpráva je implicitní a signalizuje, mezi kým bude komunikace probíhat. 
Transakci zahajuje zákazník, který po výběru zboží odešle obchodníkovi požadavek na koupi zboží. 
Mezi informace, které zákazník obchodníkovi odesílá, patří detaily o své platební kartě (pan – číslo 
platební karty a exp - expirační den). Tato zpráva je zašifrována klíčem sezení. Minimální platnost 




--pozadavek na koupi 
1. A -> B: {pan,exp}{KAB} 
 
 
Obrázek 23: Struktura požadavku na koupi protokolu Visa 3D-Secure 
 
Obchodník přijme požadavek na zboží a jeho plug-in kontaktuje zasláním zprávy VEReq 
(Verify Enrollment Request) Visa directory server (VDS). Zpráva VEReq se skládá z čísla karty 
zákazníka (pan), z nabyvatelova osobního kódu (acqBIN), z identifikátoru obchodníka (merid) a 
z hesla obchodníka (merpass). Nabyvatelův osobní kód je zpravidla šestimístné číslo, které 
přiděluje společnost VISA. Identifikátor obchodníka je pole skládající se z 1-24 znaků. Heslo 
obchodníka tvoří osmimístné pole s alfanumerickými znaky.  
 
--VERReq 
2a. B -> VDS: {pan,acqbin,merid,merpass} {KVDSB} 
 
Obrázek 24: Struktura zprávy VERReq 
 
Visa Directory Server provede ověření platnosti zákazníkova účtu a autentizaci obchodníka. 
K autentizaci je zapotřebí obchodníkovo identifikační číslo a heslo. Získané informace jsou dále 
přeposlány ACS, který provede další ověření.  
 
2b. VDS -> ACS: {pan,acqbin,merid,merpass}{KACSVDS} 
 
 ACS server odpoví zpět VDS zprávou VERes (Verify Enrollment Response), kterou Visa 
Directory Server přepošle zpět obchodníkovi. Tato zpráva podává informaci o platnosti zákazníkovy 
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karty. Zpráva se skládá ze znaku, který informuje o tom, zda byl identifikátor účtu autentizován. Toto 
pole obsahuje znak Y v případě, že ověření proběhlo v pořádku, znak N pokud klient není účastníkem 
a znak U pokud nebylo možné ověření provést. Dalším polem zprávy je datový řetězec acctid 
identifikující účet. Řetězec je obvykle v rozsahu délky 1-28 znaků. Řetězec je generován algoritmem, 
aby byla zajištěna jeho unikátní hodnota. Součástí řetězce nesmí být samotné číslo účtu zákazníka. 
Dalším polem zprávy je pole url, které obsahuje URL adresu ACS serveru, kterému se zasílá žádost 
o autorizaci platby. Poslední pole zprávy informuje o označení platebního protokolu. Implicitní 
hodnotou tohoto pole je „ThreeDSecure“.  
 
--VERes 
3a. ACS -> VDS: {Y,acctid,url,protocol}{KACSVDS} 
3b. VDS -> B: {Y,acctid,url,protocol}{KVDSB} 
 
Obrázek 25: Struktura zprávy VERRes 
 
Jakmile obchodník přijme odpověď, jeho plug-in vytvoří žádost PAReq (Payer 
authentication request) o ověření plátce, kterou pošle ACS serveru prostřednictvím prohlížeče 
zákazníka. Zpráva je složena z osobního kódu nabyvatele (acqbin), z obchodníkova identifikátoru 
(merid), z obchodníkova jména (mername), z kódu země obchodníka (mercnt), dalším polem je 
URL adresa obchodníka (merurl), následuje identifikátor transakce (purxid). Identifikátor 
transakce stanovuje obchodník. Jedná se o 20ti-bytovou proměnnou, která se zakóduje do 28 bytů.  
Následujícím polem je přesný čas a datum nákupu (purdate). Pole tvoří 17 znaků. Datum je 
uloženo ve formátu YYYYMMDD a čas ve formátu HH:MM:SS. Dalším polem zprávy je pole 
obsahující cenu nákupu (puramnt). Toto pole má velikost v rozmezí 1 – 12 znaků. Dalším 
povinným polem zprávy je identifikátor účtu (acctid) a pole s datem vypršení platnosti (exp). 





4a. B -> A: 
{{acqbin,merid,mername,mercnt,merurl,purxid,purdate,puramnt, 
acctid,exp}{SK(B)}% msg1}{KAB} 
4b. A -> ACS:  
{msg1 % {acqbin,merid,mername,mercnt,merurl,purxid,purdate, 
puramnt,acctid,exp}{SK(B)} } {KACSA} 
 
Obrázek 26: Struktura zprávy PAReq 
 
ACS server vytvoří žádost o autorizaci platby, kterou pošle zákazníkovi. Zpráva se skládá ze 
zákazníkem definované zprávy a dotaz na ověření informace.  
 
--ATReq 
5. ACS -> A: {mername,puramnt,purdate,pansh,exp}{KACSA} 
 
Obrázek 27: Struktura zprávy ATReq 
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Zákazník zadá heslo a zprávu odešle zpět ACS.  
 
--ATRes 
6. A -> ACS: {pass}{KACSA} 
 
Pokud došlo k úspěšnému ověření držitele platební karty, odešle ACS server pomocí 
zákazníkova prohlížeče obchodníkovi zprávu PARes. Jednotlivá pole této zprávy tvoří nabyvatelův 
osobní kód (acqbin), obchodníkův identifikátor (merid), identifikátor platby (purxid), datum 
koupě (purdate), cena nákupu (puramnt), zkrácené číslo účtu (pansh), čas a datum potvrzení 
zprávy ACS (txtime), pole informující o statutu transakce (txstat), pole obsahující CAVV 
(cavv), pole s identifikátorem ECI (Electronic Commerece Indicator – eci) a posledním polem je 
pole informující o algoritmu, který byl použit k vygenerování hodnoty CAVV (cavvalg). 
Identifikátor ECI udává stupeň zabezpečení a tvoří jej dvě číslice.  
 
--PARes 
7a. ACS -> A: 
{{acqbin,merid,purxid,purdate,puramnt,pansh,txtime,txstat,cavv,eci, 
cavvalg}{SK(ACS)} % msg2} {KACSA} 




Obrázek 28: Struktura zprávy PARes 
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Jakmile obchodník přijme potvrzení, plug-in vytvoří potvrzení a odešle jej zákazníkovi. Aby 
mohlo dojít k vyrovnání platby, zašle plug-in autorizační token nabyvateli.  
 
--potvrzení  
8. B -> A: {{txstat}{KAB}}{SK(B)} 
 
5.3 Specifikace požadavků, aktuálních 
proměnných, funkcí, system a narušitele 
 
Důležitou částí kódu jsou bezpečnostní požadavky, které jsou na protokol kladeny. Nejdůležitějším 
požadavkem je zachování bezpečnosti přenášených zpráv. Číslo účtu zákazníka může například znát 





Dalším citlivým údajem, který vyžaduje ochranu, je heslo zákazníka pomocí kterého se 
přihlašuje k ACS. Toto heslo si musí zákazník dohodnout ještě před vstupem do systému. Obdobným 











 K dalším požadavkům, které jsou na protokol kladeny, jsou požadavky týkající se samotné 









Z pohledu ACS serveru lze definovat požadavek, kterým je stanoveno, že identifikátor účtu je 




K přenosu zpráv se používá protokol SSL. Pro každou zprávu je vytvořen klíč relace, který je 
tajný a na jeho hodnotě se účastníci komunikace předem dohodnou. První klíčem, který se 
v protokolu vytváří je klíč pro přenos zpráv mezi zákazníkem a obchodníkem (KAB). Obchodník 
očekává, že vytvořený klíč zná pouze zákazník. Naopak zákazník předpokládá, že tento klíč zná na 







Obdobná pravidla mohou být napsána pro komunikaci mezi ACS a zákazníkem nebo pro 













Za definicí požadavků následuje definice typů proměnných, které jsou používané 
v testovaném systému. Tato je velmi podobná definici proměnných z předchozí části skriptu. 
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Rozdílem oproti minulé definici je přítomnost zástupných jmen. V této části skriptu je přidán i nový 
proces, který reprezentuje narušitele. K procesu narušitele jsou vytvořeny příslušné relační klíče. 
Obecně se proměnné systému, které odpovídají proměnným pod hlavičkou #Free variables, 
značí stejnými názvy. Proměnné pak odlišujeme prvním velkým písmenem. Definici typů provádíme 




Pan, Exp, Acqbin, Merid, Merpass, Acctid, Url, Protocol, y, Mername, 
Mercnt, Merurl, Purxid, Purdate, Puramnt, Msg1, Pansh, Pass, Txtime, 
Txstat, Cavv, Eci, Cavvalg, Msg2 : Nonce  





 Následující částí skriptu je definice funkcí, které systém používá. Užívané klíče jsou 
definovány pomocí klíčového slova symbolic, které značí, že program si vytváří své vlastní 





Za definicí funkcí následuje označení agentů, kteří budou kontrolováni neboli část 
označovaná jako definice systému. Typy parametrů procesů musí odpovídat typům parametrů, které 
byly definovány pod hlavičkou #Processes. Definice systému probíhá pod hlavičkou #System. 
Abychom zaznamenali, že agenti mohou zrušit započatou akci a začít novou, je potřeba nastavit 











WithdrawOption = True 
 
Závěrečnou částí skriptu jsou informace o narušiteli. Narušitel má svůj vlastní identifikátor a 
množinu dat, která je mu na počátku běhu protokolu známa. Předpokládáme, že narušitel zná všechny 
agenty systému, některé z údajů obchodníka, svůj privátní klíč a dále, že si dokáže vytvořit relační 
klíče s jednotlivými agenty systému. Definice se děje pod hlavičkou #Intruder Information.  
 
#Intruder Information 
Intruder = Narusitel 




5.4 Možnosti napadení protokolu 
 
Pro zasílání informací využívá protokol metodu POST. Využití této metody může vést 
k napadení bezpečnosti protokolu. Nedůvěryhodný obchodník může podvrhnout URL adresu ACS, 
kterou zná ze zprávy VERes od VDS. Pro provedení autorizace platby zasílá ACS klientovi zprávu 
ATReq. Klient se připojí na adresu ACS a zadá své heslo. Podvrhnutím URL adresy ACS přesměruje 
obchodník komunikaci na jím kontrolovaný kanál a získá tak heslo držitele karty. Útoku dále 
napomáhá, že spojení z webové stránky držitele karty na ACS iniciuje obchodník.  
 Doplňkovým bezpečnostním opatřením protokolu je osobní zpráva klienta (PAM – Personal 
Assurance Message), kterou si klient sám nastaví. Tato zpráva se zobrazí při každé autentizaci 
klienta. Toto bezpečnostní opatření by tak mělo klientovi zabezpečit, že zobrazená stránka není 
podvrhnuta a zamezit útokům typu spoofing. Toto opatření není ovšem příliš bezpečné, protože 
z výše uvedeného vyplývá, že obchodník je schopen duplikovat ověřovací dialog přesměrováním 
spojení na adresu ACS a obdržet tak tuto osobní zprávu.  
 Protokol tedy klade požadavky na ověření důvěryhodnosti obchodníka. Ve výhodě jsou větší 
firmy, které na formu elektronického obchodu přecházejí dříve než menší obchodníci. Velké firmy 
mají delší tradici a jsou tak pro zákazníka důvěryhodnější oproti menším firmám s kratší historií 
elektronického obchodu.  
 
 




6 Verifikace protokolu NetBill v nástroji 
SPIN 
Při verifikaci protokolu NetBill v nástroji SPIN je každá ze zúčastněných stran protokolu modelována 
jako proces pod hlavičkou proctype. Modelujeme tedy přechod stavů pro zákazníka, obchodníka, 
bankovní dům a síťový proces. Síťový proces modeluje funkci Internetu jako přenašeče zasílaných 
zpráv. Zprávy se přenášejí pomocí kanálů. Každý proces má nadefinován svůj vlastní přenosový 
kanál. K vyjádření skutečnosti, že zpráva msg je zaslána obchodníkovi, používá SPIN notaci 
network_chan!(MERCH*msg). Pro popis čekání sítě na zprávu od obchodníka je používán zápis 
network_chan?(MERCH*msg). Každý proces je tvořen jedním velkým cyklem s několika  
if-frázemi k zachycení přechodu stavů. Cyklus končí, jakmile je dosaženo některého z koncových 





:: (A == true) -> option1; 
:: (B == true) -> option2;  
:: else ->; fallthrough_option; 
fi 
 
6.1 Specifikace procesu zákazníka 
 
Proces zákazníka začíná v počátečním stavu C_CUST. Zákazník iniciuje začátek transakce a zasílá 
obchodníkovi zprávu C_GOODS_REQ. Po odeslání zprávy přejde do dalšího stavu. Tato posloupnost 
příkazů je provedena jako atomická sekvence, která vylučuje překrývání příkazů z jiných procesů.  
 
if 
:: state == C_CUST  
atomic  
      {  
        network_chan! (MERCH*GOODS_REQ);  
        state = C_GOODS_REQ 
      } 
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Ve stavu C_GOODS_REQ po odeslání žádosti o zboží zákazník čeká na obchodníkovu 
odpověď. Jestliže je odpověď správná, přejde do dalšího stavu a nastaví příznak přijetí odpovědi. 
Pokud dojde jakákoliv jiná zpráva, považuje ji zákazník za chybu. 
 
customer_chan?msg;                  
if 
:: msg == ENCR_GOODS ->             
   atomic  
      { 
          state = C_ENCR_GOODS;  
          encr_goods_cust = TRUE 
      } 
:: else ->                       
 state = C_ERR 
fi 
 
Dalším krokem je odeslání platebního příkazu obchodníkovi. Obchodník příkaz odešle 
zákazníkově bance, která provede ověření zůstatku zákazníkova účtu a o statusu transakce informuje 
zpětně obchodníka. 
 
:: state == C_ENCR_GOODS ->            
atomic  
      {  
        network_chan!(MERCH*EL_PAY_ORD);  
        state = C_EL_PAY_ORD 
      } 
 
Nyní nastávají dvě možné cesty. Zákazník čeká na odpověď od banky, kterou mu předává 
obchodník. Pokud uplyne daný čas a odpověď od obchodníka nedojde, může zákazník kontaktovat 
banku přímo zasláním zprávy „Transaction Enquiry“. Druhou možností je situace, kdy zákazník po 
určitý čas čeká na odpověď obchodníka, respektive od své banky. Jestliže zákazník obdrží zprávu 
NO_PAY, znamená to, že na svém účtu nemá dostatek peněz k provedení platebního příkazu. Pokud 
zákazník obdrží zprávu PAY_SLIP, pak je vše v pořádku a transakce může dál pokračovat. Jestliže 
obdržená zpráva neodpovídá ani jedné z předchozích uváděných zpráv, došlo k chybě.  
 
:: state == C_EL_PAY_ORD && cust_time == TRUE -> 
atomic  
      { 
        network_chan!(BANK*TRANS_ENQ);  
        state = C_BANK_Q 
      } 




:: msg == NO_PAY -> 
  state = C_NO_FUNDS 
:: msg == PAY_SLIP -> 
  atomic  
         { 
            state = C_OK;  
            pay_slip_cust = TRUE 
         } 
:: else -> 
 state = C_ERR 
fi 
 
Jestliže zákazník kontaktoval banku přímo, mohl dostat navíc ještě jednu odpověď, a to 
zprávu NO_REC. Tato zpráva znamená, že transakce nedorazila do banky. Proces zákazníka končí, 
jestliže se dostane do jednoho ze stavů C_OK, C_ERR, C_NO_FUNDS nebo C_NO_TRANS.  
 
6.2 Specifikace procesu obchodníka 
 
 
Proces obchodníka začíná čekáním na požadavek zákazníka na zboží.  
 
:: state == M_MERCH ->       
merch_chan?msg; 
if 
   :: msg == GOODS_REQ -> 
    state = M_GOODS_REQ; 
   :: else -> 
    state = M_ERR; 
   fi 
 
Po obdržení žádosti o zboží, zasílá obchodník zákazníkovi šifrovanou zprávu ENCR_GOODS.  
 
:: state == M_GOODS_REQ -> 
atomic  
      { 
        network_chan!(CUST*ENCR_GOODS);  
        state = M_ENCR_GOODS 
      } 
 
Po odeslání zašifrované odpovědi čeká obchodník na elektronický platební příkaz od 
zákazníka, který následně přepošle zákazníkově bance.  
 
:: state == M_ENCR_GOODS -> 
merchant_chan?msg; 
if 
:: msg == EL_PAY_ORD -> 
    state = M_EL_PAY_ORD 
   :: else -> 
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    state = M_ERR 
fi 
     
:: state == M_EL_PAY_ORD -> 
atomic 
      { 
        network_chan!(BANK*END_EL_PAY_ORD);  
        state = M_END_EL_PAY_ORD 
      } 
 
Obchodník čeká, až banka vyhodnotí, zda může být platební příkaz proveden a odpoví mu 
zpět. Tuto odpověď obchodník přepošle zpátky zákazníkovi.  
 
:: state == M_END_EL_PAY_ORD -> 
merchant_chan?msg; 
if 
:: msg == NO_PAY -> 
   atomic  
        { 
          network_chan!(CUST*NO_PAY);  
          state = M_END 
        } 
   :: msg == PAY_SLIP -> 
   atomic  
        { 
          network_chan!(CUST*PAY_SLIP);  
          pay_slip_merch = TRUE;  
          state = M_END 
        } 
   :: else -> 




6.3 Specifikace procesu bankovního domu 
 
Proces modelující bankovní dům začíná čekáním na požadavek od obchodníka nebo přímo od 
zákazníka. Obdržená zpráva může být zákazníkova TRANS_ENQ nebo zpráva END_EL_PAY_ORD 
od obchodníka. Obdržení jakékoliv jiné zprávy značí chybu.  
 
:: state == B_BANK -> 
bank_chan?msg; 
if  
:: msg == TRANS_ENQ -> 
   atomic  
          { 
            network_chan!(CUST*msg);  
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            state = B_BANK 
          } 
   :: msg == END_EL_PAY_ORD -> 
    state = B_PROVE_TRANS 
   :: else -> 
    state = B_ERR 
fi 
 
Banka prověří zákazníkův zůstatek na účtu, a jestliže je zůstatek účtu dostačující a platební 
příkaz může být proveden, navýší účet obchodníka a souběžně s tímto debetuje účet zákazníka. Status 
transakce je poslán zpět odesílateli.  
 
:: state == B_PROVE_TRANS && trans == B_TRANS_OK -> 
atomic  
        { 
           network_chan!(MERCH*PAY_SLIP);  
    cust_deb = TRUE -> merch_cr = TRUE; 
    state = B_TRANS_OK 
        }  
 
:: state == B_TRANS_OK -> 
bank_chan?msg; 
if 
   :: msg == TRANS_ENQ -> 
    network_chan!(CUST*PAY_SLIP) 
   :: else -> 
    state = B_ERR 
   fi 
 
:: state == B_PROVE_TRANS && trans == B_TRANS_KO -> 
atomic  
        { 
          network_chan!(MERCH*NO_PAY);  
          state = B_TRANS_KO 
        } 
 
:: state == B_TRANS_KO -> 
bank_chan?msg; 
if 
:: msg == TRANS_ENQ -> 
    network_chan!(CUST*NO_PAY) 
   :: else -> 







6.4 Bezpečnostní požadavky a výsledky 
verifikace 
 
Na konci kódu je potřeba nadefinovat bezpečnostní požadavky, které mají být kontrolovány. Pro 
temporální operátory always(G)a eventually(F)SPIN používá notaci [] a <>. Pro 
booleovské operátory ¬, ∧, ∨ a ⇒ používá SPIN notaci !, &&, || a ->. Pro vyjádření bezpečnostních 
požadavků používá SPIN negaci formulí. Požadavek na atomicitu peněz, tedy že peníze nemohou 
během celé transakce vzniknout nebo zaniknout, můžeme zapsat v negativním vyjádření jako 
!([](debit_cust -> credit_merch) && [](credit_merch -> debit_cust)).  
 Pro splnění požadavku atomicity zboží musíme naformulovat situaci, kdy obchodník obdrží 
platbu pouze v případě, že zákazník obdrží objednané zboží. Zákazník vlastní zboží v okamžiku, kdy 
vlastní šifrovanou zprávu ENCR_GOODS od obchodníka a současně obchodník obdrží zprávu 
“Payment Slip” od zákazníkovy banky. Tento požadavek je v nástroji SPIN modelován následujícím 
příkazem !([](pay_sl_cust && enc_g_cust -> <> pay_sl_merch) && 
[](pay_sl_merch -> <> (pay_sl_cust && enc_g_cust))).  
Verifikace obou těchto požadavků prokázala, že protokol NetBill splňuje požadavek 
atomicity peněz i atomicity zboží. Při verifikaci nebyly nalezeny žádné protipříklady.   
 
7 Formalizace fáze certifikace 
zákazníka protokolu SET v nástroji 
Casper 
Registrace zákazníka je úvodní fází protokolu SET a zajišťuje poskytnutí certifikátu zákazníkovi pro 
jeho pozdější komunikaci v protokolu. Registrace zákazníka v protokolu SET je realizována trojí 




Obrázek 29: Registrační zprávy zákazníka v protokolu SET 
 
7.1 Definice proměnných a procesů 
 
V protokolu se vyskytují dva komunikující agenti, a to zákazník (C) a certifikační autorita (CA). Pro 
úplnost je v modelu zaznačen i agent reprezentující kořenovou certifikační autoritu. Jednotlivé 
používané proměnné a jejich význam znázorňuje následující tabulka.  
 
Název proměnné Význam 
brandID Značka platební karty 
cardSecret Náhodná číselná hodnota 
challCA Registrační formulář - výzva CA 
challEE Inicializační požadavek zákazníka 
challEE2 Požadavek na registrační formulář 
challEE3 Požadavek o certifikát 
language Jazyk registrace 
lidCA 
Lokální identifikátor certifikační 
autority 
lidEE Lokální identifikátor zákazníka 
nonceCCA Odpověď CA na žádost o certifikát 
pan Číslo účtu zákazníka 
panSecret Tajná hodnota vytvořená CA 
requestDate Datum podání žádosti o certifikát 
rrpid 
Identifikátory pro požadavek a 
odpověď 
 
Tabulka 4:Proměnné certifikační fáze protokolu SET 
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 Pod hlavičkou #Free variables jsou za deklarací proměnných uvedený používané 
souktromé a veřejné klíče a klíče sezení. Související klíče jsou navzájem spárovány. V systému se 




C, CA, RCA: Agent 
rrpid, lidEE, challEE, challEE2, challEE3, brandID, lidCA, challCA, 
language, pan, requestDate, cardSecret, nonceCCA, panSecret  : Nonce 
PK : Agent -> PublicKey 
SK : Agent -> SecretKey  
KCCA, KC2, KC3, KC, SKRCA: SessionKey 
InverseKeys = (PK,SK), (KCCA,KCCA), (KC2,KC2), (KC3,KC3), (KC,KC), 
(SKRCA, SKRCA) 
f : HashFunction 
 
Za definicí proměnných následuje definice procesů a připojení jednotlivých agentů 
k procesům. Každému agentovi je určena počáteční množina proměnných, které agent zná před 
počátkem běhu protokolu, aby byl schopen sestavit zprávu pro odeslání.  
 
#Processes 
INITIATOR (C,CA, rrpid, lidEE, challEE, challEE2, challEE3, brandID, 
language, pan, panSecret, requestDate, cardSecret, KCCA, KC, KC2, 
KC3, lidCA, SKRCA) knows PK, SK(C),SK(CA),f 
RESPONDER(CA, C, lidCA, challCA, nonceCCA, pan, panSecret, KCCA, KC, 
SKRCA) knows PK, SK(CA),f 
 
7.2 Běh protokolu 
 
Komunikace probíhá mezi klientem a certifikační autoritou. Tuto skutečnost modeluje úvodní zpráva 
protokolu.  
 
0. -> C : CA  
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Komunikaci zahajuje zákazník, který odešle certifikační autoritě inicializační žádost 
CardCInitReq. Zpráva obsahuje dvojici identifikátorů pro požadavek a odpověď (rrpid), lokální 
identifikátor držitele karty (lidEE), dále pak pole představující samotný požadavek na zahájení 
registrace (challEE) a posledním polem je pole označující značku platební karty, kterou zákazník 
vlastní a kterou bude transakce provedena (brandID). Zpráva je zašifrována klíčem sezení.  
 
--CardCInitReq 
1. C -> CA: {rrpid, lidEE, challEE, brandID}{KCCA} 
  
Jakmile certifikační autorita obdrží zákazníkovu žádost, pošle zpět zákazníkovi podepsanou 
odpověď a svůj certifikát.  
 
--CardCInitRes 
2. CA -> C: {lidEE, challEE, lidCA}{PK(CA)}, {lidCA,PK(CA)}{SKRCA}, 
{lidCA, PK(CA)}{KCCA} 
 
 Druhou zprávou, kterou zasílá zákazník certifikační autoritě, je požadavek o registrační 
formulář. Zákazník odesílá své identifikační údaje, identifikaci certifikační autority, požadavek na 
registrační formulář, zahashované číslo účtu (pan) a identifikátor jazyka, ve kterém si přeje 
registrační formulář (language). Tyto údaje zákazník zašifruje svým soukromým klíčem. Další 
součástí zprávy je odeslání zahashovaného požadavku na registrační formulář a identifikačních údajů 
zákazníka, ke kterým je připojeno číslo účtu zákazníka a náhodně vygenerovaný symetrický klíč. 
Tímto klíčem je celá část zprávy zašifrována a vytvoří se tak digitální obálka, která je zapečetěna 
veřejným klíčem certifikační autority.  
 
--RegFormReq 
3. C -> CA: {rrpid, lidEE, challEE2, lidCA, language, f(pan)} 
{SK(C)}, {{KC, pan, f(rrpid, lidEE, challEE2, lidCA, language)} 
{KC}}{PK(CA)} 
 
 Certifikační autorita po obdržení žádosti otevře digitální obálku, podepíše příslušný 
registrační formulář (challCA) a odešle jej zpátky zákazníkovi.  
 
--RegFormRes 
4. CA -> C: {rrpid, lidEE, challEE2, lidCA, challCA} {PK(CA)} 
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 Zákazník ověří platnost obdržené zprávy pomocí klíče certifikační autority a vyplní 
registrační formulář. Zákazník vygeneruje náhodný pár klíčů a náhodnou číselnou hodnotu 
(cardSecret), která bude certifikační autoritou použita k vygenerování certifikátu. Následně 
zákazník vytvoří požadavek na zaslání certifikátu (challEE3), který obsahuje vyplněný registrační 
formulář, svůj veřejný klíč, datum žádosti o certifikát (requestDate) a náhodně vygenerovaný 
symetrický klíč (KC2), který certifikační autorita použije k dešifrování odpovědi. Tato zpráva je 
podepsána soukromým klíčem zákazníka. Následně je zpráva šifrována dalším symetrickým klíčem 
(KC3). Tento symetrický klíč je přiložen k druhé části zprávy spolu s číslem účtu zákazníka (pan) a 




5. C -> CA: {rrpid, lidEE, challEE3, lidCA, requestDate, KC2, PK(C), 
{f(rrpid, lidEE, challEE3, lidCA, requestDate, cardSecret, pan, KC2, 
PK(C))}{SK(C)} }{KC3}, {pan, cardSecret, KC3}{PK(CA)} 
 
 Certifikační autorita dešifruje přijatou žádost zákazníka, zkontroluje zákazníkův podpis a 
vyplněné informace na registračním formuláři. Certifikační autorita musí také zkontrolovat, zda klíče 
již nebyly registrovány u jiného zákazníka. Dále je vygenerováno náhodné číslo, které je 
zkombinováno s náhodným číslem, které certifikační autorita obdržela od zákazníka v předchozí 
zprávě a je vytvořena nová tajná hodnota (panSecret). Následně certifikační autorita vygeneruje 
zákazníkův certifikát podepsáním zprávy obsahující veřejný klíč a hash čísla účtu zákazníka a nově 
vytvořené tajné hodnoty. Tento certifikát a odpověď certifikační autority je zašifrován symetrickým 
klíčem z předchozí zprávy a vše je odesláno zpět zákazníkovi.  
 
--CertRes 
6. CA -> C: {{rrpid, lidEE, challEE3, lidCA, nonceCCA}{PK(CA)}, 







7.3 Specifikace požadavků, aktuálních 
proměnných, funkcí, systému a narušitele 
 
Následující částí specifikace je nadefinování bezpečnostních požadavků, které od modelu očekáváme. 
Zákazník i certifikační autorita se spolu musí dohodnout na klíči sezení. Zákazník předpokládá, že 
tento klíč je znám pouze certifikační autoritě a naproti tomu certifikační autorita předpokládá, že 
dohodnutý klíč je znám pouze zákazníkovi. 
 
#Specification 
Secret (C, KCCA, [CA]) 
Secret (CA, KCCA, [C]) 
Agreement (C, CA, [KCCA]) 
 
 Následuje definice aktuálních proměnných. K již definovaným agentům je přidán agent 
reprezentující narušitele systému. Narušiteli jsou vytvořeny klíče relace a tyto klíče jsou svázány.  
 
#Actual variables 
Customer, CertAuth, Narusitel, Rca: Agent 
Rrpid, LidEE, ChallEE, ChallEE2, ChallEE3, BrandID, LidCA, ChallCA, 
Language, Pan, RequestDate, CardSecret, NonceCCA, PanSecret : Nonce 
Kcca,Kc, Kc2, Kc3, Knc, Knca, Knkc, Knkc2, Knkc3, Skrca, Sknrca 
:SessionKey 
InverseKeys = (Kcca, Kcca), (Kc, Kc),(Kc2, Kc2), (Kc3, Kc3), (Knc, 
Knc), (Knca, Knca), (Knkc, Knkc), (Knkc2, Knkc2), (Knkc3, Knkc3), 
(Skrca, Skrca),(Sknrca,Sknrca) 
 
Za definicí aktuálních proměnných jsou definovány použité fukce. V modelu jsou definovány 






Další částí skriptu je definice kontrolovaného systému. Definice musí odpovídat definici 




INITIATOR(Customer, CertAuth, Rrpid, LidEE, ChallEE, ChallEE2, 
ChallEE3, BrandID, Language, Pan, PanSecret, CardSecret, 
RequestDate, Kcca, Kc, Kc2, Kc3, LidCA, Skrca) 
RESPONDER(CertAuth, Customer, LidCA, ChallCA, NonceCCA, Pan, 
PanSecret, Kcca, Kc, Skrca) 
 
 Poslední částí skriptu je definice narušitele systému a informací o něm. Narušiteli je přiřazena 
množina proměnných a klíčů, která zná před počátkem běhu protokolu. Narušitel zná identifikaci 
komunikujících agentů, jazyk registrace, svůj soukromý a veřejný klíč a vlastní klíče relace.  
 
#Intruder Information 
Intruder = Narusitel 
IntruderKnowledge = {Customer, CertAuth, Language, LidEE, LidCA, PK, 
SK(Narusitel), Knc, Knca, Knkc, Knkc2, Knkc3, Sknrca} 
 
 
8 Formalizace nákupní fáze protokolu 
SET v nástroji Casper 
 
Samotnému běhu protokolu zajišťující nákupní fázi předchází dohoda mezi zákazníkem a 
obchodníkem ohledně formálního popisu objednávky a vyjednávání o ceně objednávky. Této fázi se 
někdy říká iniciační fáze SET protokolu. Tato fáze není považována za součást běhu protokolu, ale 
jako přípravná fáze před jeho začátkem. Protokol této fáze není specifikován a je součástí vývoje 
protokolu SET. Přehled zpráv a účastníky komunikace této fáze znázorňuje následující obrázek. 
 
Obrázek 30: Zprávy nákupní fáze protokolu SET 
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8.1 Definice proměnných a procesů 
 
Na začátku skriptu nadefinujeme používané proměnné pod hlavičkou #Free variables. 
V nákupní fázi nalezneme tři typy agentů – zákazníka (C), obchodníka (M) a platební bránu (PG). Za 
deklarací agentů následuje deklarace používaných proměnných, ze kterých jsou sestavovány zprávy 
protokolu. Význam jednotlivých používaných proměnných vysvětluje následující tabulka. 
 
Název proměnné Význam 
authCode Autorizační kód  
bin Bankovní identifikační číslo 
brandID Značka platební karty 
cardSecret Tajné údaje o platební kartě 
challC Výzva zákazníka 
challM Výzva obchodníka 
language Jazyk transakce 
lidC Lokální identifikátor zákazníka 
lidM Lokální identifikátor obchodníka 
mer Identifikátor obchodníka 
orderDesc Popis objednávky 
pan Číslo účtu zákazníka 
panSecret Tajná 20tibitová hodnota 
purchAmt Částka nákupu 
rrpid 
Identifikátory pro požadavek a 
odpověď 
xid Identifikátor transakce 
 
Tabulka 5: Proměnné nákupní fáze protokolu SET 
 Za deklarací používaných proměnných následuje deklarace používaných klíčů a jejich 
svázání. V protokolu je používána hashovací funkce f. 
 
#Free variables 
C, M, PG: Agent 
rrpid, language, lidC, challC, brandID, bin, lidM, xid, challM, mer, 
orderDesc, purchAmt, cardSecret, pan, panSecret, authCode : Nonce 
PK : Agent -> PublicKey 
SK : Agent -> SecretKey  
KCM: SessionKey 
InverseKeys = (PK,SK), (KCM,KCM) 
f : HashFunction 
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Další částí skriptu je definice procesů a jejich svázání s agenty. Vše je provedeno pod 
hlavičkou #Processes. Jednotlivým procesům je určena jejich počáteční znalost proměnných a 
klíčů. Tyto proměnné a klíče znají agenti před začátkem běhu protokolu. Aby mohl agent vytvořit 
danou zprávu, potřebuje znát na začátku všechny její součásti a klíče, kterými je tato zpráva 
kryptována. Předpokládáme, že hashovací funkci znají všichni agenti systému.  
 
#Processes 
INITIATOR(C, M, PG, rrpid, language, lidC, challC, brandID, bin, 
purchAmt, orderDesc, pan, mer, challM, panSecret, cardSecret, KCM) 
knows PK, SK(C), f 
RESPONDER(M, C, PG, lidM, xid, challM, purchAmt, orderDesc, mer, 
pan, panSecret, xid, cardSecret, KCM) knows PK, SK(M), SK(PG), f 
SERVER (PG, authCode, challC, challM, orderDesc, purchAmt, 
cardSecret, xid) knows PK, SK(PG), f 
 
8.2 Běh protokolu 
 
Běh protokolu je specifikován seznamem zasílaných zpráv pod hlavičkou #Protocol 
description. Úvodní zpráva naznačuje, mezi kým bude komunikace probíhat.  
 
0. -> C : M 
 
První zprávou protokolu je počáteční žádost zákazníka na koupi PInitReq. Zákazník generuje 
dvojici identifikátorů pro požadavek a odpověď. Tato dvojice nese označení rrpid (request-
response pair ID). Dalším polem zprávy je identifikátor jazyka, který si zákazník vybral a který 
jednoznačně určuje jazyk, ve kterém bude provedena celá transakce. Identifikátor lidC označuje 
místní identifikátor zákazníka. Nepovinným polem je místní identifikátor obchodníka lidM, který 
zákazník obdrží již v předchozích zprávách, v případě, že probíhala registrační fáze zákazníka a 
obchodníka. Následuje výzva zákazníka challC představující požadavek na koupi. Další částí 
zprávy je pole brandID, které označuje značku platební karty zákazníka. Pole bin představuje 
bankovní identifikační číslo zákazníkova bankovního účtu. Fakticky se jedná o prvních šest číslic 





1. C -> M: {rrpid, language, lidC, challC, brandID, bin} {KCM} 
 
Druhou zprávou protokolu je zpráva PInitRes, která je odpovědí obchodníka na 
zákazníkovu žádost. Tato zpráva je podepsána soukromým klíčem obchodníka. Obchodník 
vygeneruje globální identifikátor transakce xid a do zprávy vloží svou výzvu challM.  
 
--PInitRes 
2. M -> C: {lidM, xid, challC, challM}{SK(M)} 
 
Nejvíce komplikovanou zprávou protokolu je zpráva PReq. Obchodník i platební brána musí 
odsouhlasit zákazníkovu žádost o koupi. Obchodník i platební brána znají pouze některé informace. 
Obchodník by neměl mít informace o detailech platební karty a naopak platební brána nesmí vědět, 
co je předmětem koupě. K zajištění těchto požadavků používá protokol SET dvojí podpis. Zákazník 
podepisuje dva zahashované řetězce, které obsahují informace o platebních instrukcích (PIData) a 
informace o objednávce (OIData).  K těmto informacím jsou připojeny ještě informace o jeho 
platební kartě (PANData). Informace zašifruje veřejným klíčem platební brány a odešle je 
obchodníkovi. Zjednodušeně lze tuto zprávu napsat ve formátu C -> M: PIDualSign, OIDualSign, 
kde: 
 
PIDualSign = SKC (hash(PIData), hash(OIData)), PKPG (PIHead, hash(OIData), PANData), 
OIDualSign = OIData, hash(PIData), 
PIData = PIHead, PANData, 
PIHead = lidM, xid, hod, purchAmt, mer, hash(xid, cardSecret), 
hod = hash(orderDesc, purchAmt) 
OIData = lidM, xid, challC, hod, challM, 
PANData = pan, panSecret. 
 
Při formalizaci se bere v úvahu podepsaný typ zprávy. Při zprávě bez podpisu je vynecháván digitální 
podpis a hashování. Autentizace držitele karty pak probíhá pomocí hashe hodnoty panSecret. Po 
rozepsání vypadá zpráva následovně: 
 
--PReq 
3. C -> M: 
{ f(lidM, xid, f(orderDesc, purchAmt), purchAmt, mer, f(xid, 
cardSecret), pan, panSecret), f(lidM, xid, challC, f(orderDesc, 
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purchAmt),challM)}{SK(C)},{lidM, xid, f(orderDesc, purchAmt), 
purchAmt, mer, f(xid, cardSecret), f(lidM, xid, challC, f(orderDesc, 
purchAmt), challM), pan, panSecret} {PK(PG)}, {lidM, xid, challC, 
f(orderDesc, purchAmt), challM, f(lidM, xid, f(orderDesc, purchAmt), 
purchAmt, mer, f(xid, cardSecret), pan,panSecret)}{KCM} 
 
 Další zasílanou zprávou, která následuje, je autorizační zpráva platební bráně. Zprávu zasílá 
obchodník, který nejdříve ověří dvojitý podpis za pomocí hashe z platebních instrukcí. Před 
odesláním autorizační žádosti obchodník ověří také informace o objednávce. Obchodník připojí 
k platebním instrukcím, které jsou mu utajeny, identifikátor transakce a hash informací o objednávce 
a vše před odeslání zašifruje veřejným klíčem platební brány.  
 
--AuthReq 
4. M -> PG: {{lidM, xid, f(lidM, xid, challC, f(orderDesc, 
purchAmt), challM), f(orderDesc, purchAmt), {f(lidM, xid, 
f(orderDesc, purchAmt), purchAmt, mer, f(xid, cardSecret), pan, 
panSecret), f(lidM, xid, challC, f(orderDesc, purchAmt), challM)} 
{SK(M)}, {lidM, xid, f(orderDesc, purchAmt), purchAmt, mer, f(xid, 
cardSecret), f(lidM, xid, challC, f(orderDesc, purchAmt), challM), 
pan, panSecret}{PK(PG)}}{SK(M)}}{PK(PG)} 
 
 Platební brána ověří dvojitý podpis pomocí hashe z informací o objednávce, identitu 
zákazníka i obchodníka porovnáním hash kódů z popisu objednávky a částky nákupu. Následně 
platební brána ověří tajné informace o účtu zákazníka. K tomuto slouží certifikát zákazníka. Pokud 
ověření proběhne v pořádku, potvrdí platební brána autorizaci platby obchodníkovi a ke zprávě 
připojí autorizační kód. Autorizační kód nabývá buď hodnoty „Yes”, pokud autorizace platby 
proběhla v pořádku, nebo hodnoty „No“ v případě, že byla autorizace platby zamítnuta.  
 
--AuthRes 
5. PG -> M: { {lidM, xid, purchAmt, authCode}{SK(PG)} }{PK(M)} 
 
 Jakmile obchodník obdrží odpověď se schválenou žádostí o autorizaci, zašle obchodník 
zákazníkovi zprávu PRes. Zpráva je podepsaná soukromým klíčem obchodníka. Zpráva kromě 
identifikátorů transakce obsahuje i hash kód částky nákupu, který zákazník může ověřit.  
 
--PRes 
6. M -> C: {lidM, xid, challC, f(purchAmt)}{SK(M)} 
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8.3 Specifikace požadavků, aktuálních 
proměnných, funkcí, systému a narušitele 
 
Za definicí běhu protokolu následuje specifikace systému neboli bezpečnostní požadavky kladené na 
systém. Toto probíhá pod hlavičkou #Specification. Zákazník předpokládá, že jeho číslo účtu 
je známo pouze obchodníkovi a platební bráně. Dalším požadavkem se týká domluvy zákazníka a 
obchodníka na klíči sezení. Zákazník i obchodník předpokládají, že tento klíč zná pouze druhá strana, 
tedy v případě zákazníka obchodník a v případě obchodníka zná tento klíč jenom zákazník. Dalším 










 Další součástí skriptu je definice aktuálních proměnných pod hlavičkou #Actual 
variables. K definici agentů se přidává agent reprezentující narušitele systému. Dále jsou 
narušiteli vytvořeny příslušné klíče sezení.  
 
#Actual variables 
Customer, Merchant, PaymentGateway, Narusitel : Agent 
Rrpid, Language, LidC, ChallC, BrandID, Bin, LidM, Xid, ChallM, Mer, 
OrderDesc, PurchAmt, CardSecret, Pan, PanSecret, AuthCode : Nonce 
Kcm, Knc, Knm, Knpg : SessionKey 
InverseKeys = (Kcm,Kcm),(Knc,Knc),(Knm,Knm),(Knpg,Knpg) 
 
Definice funkcí reprezentuje funkce, pro které nástroj vytvoří vlastní náhodné hodnoty. 
Definice funkcí se provádí pod hlavičkou #Functions. V systému jsou takto definovány pouze dvě 






 Pod hlavičkou #System dochází k definici samotného systému. Tato část skriptu musí 
korespondovat s definicí procesů provedenou dříve. Pro zaznamenání skutečnosti, že agenti mohou 




INITIATOR(Customer, Merchant, PaymentGateway, Rrpid, Language, LidC, 
ChallC, BrandID, Bin, PurchAmt, OrderDesc, Pan, Mer, ChallM, 
PanSecret, CardSecret, Kcm) 
RESPONDER(Merchant, Customer, PaymentGateway, LidM, Xid, ChallM, 
PurchAmt, OrderDesc, Mer, Pan, PanSecret,Xid,CardSecret,Kcm) 
SERVER(PaymentGateway, AuthCode, ChallC, ChallM, OrderDesc, 
PurchAmt, CardSecret, Xid) 
WithdrawOption = True 
 
 Poslední částí skriptu je definice informací o narušiteli systému. V této části je provedena 
definice narušitelových znalostí.  
 
#Intruder Information 
Intruder = Narusitel 
IntruderKnowledge = {Customer, Merchant, PaymentGateway, LidC, LidM, 
Language, PK, SK(Narusitel), Knc, Knm, Knpg} 
 
8.4 Možnosti napadení protokolu 
 
Protokol nákupní fáze nelze považovat za zcela bezpečný. Protokol nemůže být napaden samotným 
nedůvěryhodným zákazníkem, ale existuje možnost, jak obejít autorizační zprávu protokolu. Útok je 
možný díky tomu, že zprávy SETu obsahují velmi málo kontextových informací. Z definice lokálního 
identifikátoru obchodníka lidM vyplývá, že se nejedná o unikátní identifikátor obchodníka a tudíž 
více obchodníků může vlastnit stejnou hodnotu tohoto identifikátoru.  
 Předpokládejme, že zákazník se rozhodne koupit zboží, ale nehodlá za něj obchodníkovi 
zaplatit. Pokud bude mít zákazník za svého komplice (narušitele) druhého obchodníka, může 
nakoupit stejné zboží od obou obchodníků. Podvádějící obchodník pak použije stejné identifikátory 
jako podváděný obchodník. Tato možnost vzniká díky skutečnosti, že ani jeden z identifikátorů lidM, 
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xid jednoznačně neidentifikují obchodníka. Jedná se o náhodně vygenerovaná čísla pro danou 
transakci. 
 Zákazník tak vygeneruje dvě žádosti o koupi. Oba obchodníci vygenerují autorizační 
požadavek, který odešlou platební bráně. Narušitel však může odchytit obchodníkovu žádost o 
autorizaci a pozměnit ji tak, aby autorizace proběhla s identifikátory narušitele. Platební brána 
následně pošle schválenou autorizaci narušiteli. Ten ji přešifruje veřejným klíčem obchodníka a zašle 
mu ji zpět. Tak se stane, že zákazník nakoupil zboží od důvěryhodného obchodníka, ale zaplatil za něj 
svému komplici – druhému obchodníkovi.  
 Jednoduchým řešením, jak tomuto typu útoku zabránit, je opatřit zákazníka i obchodníka 
jednoznačnými unikátními identifikátory.  
 
 
9 Zhodnocení výsledků 
 
Praktická část diplomové práce byla zaměřena na formalizaci a verifikaci vybraných platebních 
protokolů ve zvolených nástrojích. První protokolem, který byl verifikován byl víceúrovňový 
protokol Visa 3-D Secure, který je v dnešní době nejpoužívanějším protokolem pro oblast platebních 
karet. Protokol byl verifikován v nástroji Casper, který je zaměřen na CSP procesy. Provedená 
verifikace ukázala slabinu protokolu v metodě POST při zasílání informací. Protokol předpokládá 
důvěryhodnou stranu obchodníka. Obchodník má ale možnost podvrhnout URL adresu ACS serveru a 
získat tak důvěrné informace o klientově platební kartě. Tato skutečnost tak zvýhodňuje větší 
obchodníky s delší obchodní historií, neboť tito se stávají pro zákazníky více důvěryhodní.  
Druhým vybraným protokolem byl platební protokol NetBill, který se používá zejména pro 
mikroplatby přes Internet. Verifikace tohoto protokolu byla provedena v nástroji SPIN. Při verifikaci 
byl ověřován základní požadavek atomicity peněz a atomicity zboží. Provedená verifikace nenašla 
žádné protipříklady a prokázala tak, že ptotokol NetBill splňuje oba tyto základní bezpečnostní 
požadavky. Formalizace a verifikace protokolu NetBill byla již dříve provedena na University of 
Oviedo. Srovnání s touto verifikací (viz. [9]) prokazuje, že protokol NetBill splňuje podmínky 
atomicity. Atomicitu protokolu potvrzuje i verifikace protokolu NetBill v nástroji CPN – více  
viz. [10]. 
Další část práce tvoří formalizace dvou podprotokolů protokolu SET, a to fáze certifikace 
zákazníka a fáze nákupní. Certifikační fáze zákazníka je úvodní částí protokolu SET a dochází v ní 
k registraci zákazníka, což představuje poskytnutí certifikátu zákazníkovi od certifikační autority. Na 
Florida State University byla verifikace této části protokolu provedena v nástroji CPAL-ES (více  
viz. [16]), který nenašel žádnou možnost napadení tohoto podprotokolu.  
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Poslední částí práce byla formalizace nákupní fáze protokolu SET. Obecně je tato část 
protokolu SET nejvíce náchylná k možným útokům. Slabinou protokolu jsou nejednoznačné 
identifikátory obchodníka i zákazníka. Protokol tak dovoluje zákazníkovi, který má jako spojence 
jiného obchodníka, provést útok na tento protokol. Útok spočívá v tom, že zákazník obdrží objednané 




Práce je rozdělena do pěti kapitol. První kapitolu tvoří úvod. Druhá kapitola pojednává  
o bezpečnostních prvcích, které jsou obecně nejčastěji používány pro zabezpečení přenosu zpráv. 
Jednotlivé podkapitoly se postupně věnují symetrickému šifrování, asymetrickému šifrování, 
digitálnímu podpisu, digitálnímu certifikátu a hashovací funkci.  
 Třetí kapitolu tvoří analýza a srovnání nejpoužívanějších platebních protokolů. Analyzovány 
byly protokoly SET, Visa 3-D Secure, UCAF/SPA, Netbill, CEPS, HBCI, BIPS, NPP a OFX.  
U každého protokolu se zaměřuji na jeho charakteristiku, technologii platby a bezpečnost. V dnešní 
době je z těchto protokolů nejpoužívanější Visa 3-D Secure a UCAF/SPA. Protokol Netbill je 
využíván pro mikroplatby, protokol HBCI byl vytvořen speciálně pro evropský trh a pro 
severoamerický trh byl vytvořen protokol OFX. Poslední podkapitola tvoří srovnání platebních 
protokolů. Protokoly byly porovnávány podle geografického hlediska, podle využitelnosti a podle 
bezpečnostních prvků, které jsou v nich naimplementovány.  
 Další kapitola se věnuje nástrojům pro formální verifikaci protokolů. V jednotlivých 
podkapitolách se věnuji nástrojům Casper/FDR, SPIN, Isabelle, AVISPA, CPN Tools, ProVerif, 
CafeOBJ, CPV-TLV a Scyther. Nástroje byly vybrány díky jejich častému použití při formální 
verifikaci platebních či bezpečnostních protokolů a také díky jejich velké vyjadřovací schopnosti.  
U každého nástroje se zabývám logickým základem, ze kterého nástroj vychází, architekturou 
nástroje, funkcionalitou a grafickým rozhraním. Závěrečnou podkapitolu tvoří srovnání jednotlivých 
nástrojů z hlediska rychlosti a efektivnosti prováděné verifikace, z hlediska logického základu 
nástroje a z hlediska uživatelské přívětivosti. Stručné shrnutí jednotlivých nástrojů poskytuje i tabulka 
výhod a nevýhod.  
 Pátou kapitolou začíná praktická část diplomové práce. Tato kapitola obsahuje formalizaci a 
verifikaci víceúrovňového platebního protokolu Visa 3-D Secure. Pro verifikaci protokolu jsem si 
vybrala nástroj Casper, který zjednodušuje formální zápis protokolu a je založen na generování CSP 
procesů. Pro ověření bezpečnosti byl použit kontrolor FDR. Kapitola je rozdělena do podkapitol, 
které reprezentují jednotlivé části skriptu. Poslední podkapitolou je pak zjištěná možnost napadení 
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protokolu. Zjištěnou slabinou protokolu je předpokládaná důvěryhodnost obchodníka. Obchodník 
může ale při autorizaci platby podvrhnout URL adresu ACS serveru a získat tak osobní údaje klienta.  
 Následující kapitola je zaměřena na verifikaci platebního protokolu NetBill. Tento protokol je 
používán nejčastěji pro mikroplatby. Pro verifikaci byl použit nástroj SPIN, který přijímá specifikaci 
protokolu zapsanou ve vysokoúrovňovém jazyce PROMELA. Kapitola je rozdělena na jednotlivé 
podkapitoly popisující reprezentaci procesu zákazníka, procesu obchodníka a procesu bankovního 
domu. Poslední podkapitolu tvoří bezpečnostní požadavky, které jsou na protokol kladeny.  
 Sedmá kapitola je věnována formalizaci fáze certifikace zákazníka protokolu SET. 
Certifikační fáze je úvodní fází protokolu SET a zajišťuje zprostředkování certifikátu zákazníkovi od 
certifikační autority. Kapitola je rozčleněna do podkapitol podle struktury skriptu. Pro formalizaci byl 
použit nástroj Casper. 
 Předposlední kapitolou je formalizace nákupní fáze protokolu SET. Formalizace byla 
provedena opět v nástroji Casper. Kapitola je opět jako u předchozích kapitol rozčleněna do 
podkapitol podle struktury skriptu. V poslední podkapitole je uvedena možnost napadení této fáze 
protokolu, která spočívá v podvrhnutí autorizační zprávy platební bráně. Útok je možný v případě, že 
zákazník spolupracuje s druhým obchodníkem, jemuž je platba připsána namísto původního 
obchodníka. Tomuto útoku se dá snadno zamezit použitím jednoznačných identifikátorů pro 
zákazníka a obchodníka.  
 Devátá kapitola tvoří shrnutí praktické části a věnuje se zhodnocení získaných výsledků 
praktické části práce. Součástí této kapitoly je i srovnání provedené verifikace s dříve prováděnými 
verifikacemi. 
 Následuje seznam použité literatury. Při zpracovávání diplomové práce jsem čerpala zejména 
z internetových publikací, ze specifikací jednotlivých protokolů a z manuálů k nástrojům. Většina 
použité literatury byla v anglickém jazyce. Obecně lze říct, že literatury k tomuto tématu je velmi 
málo.  
 Pro názornost a přehlednost je text práce doplněn schématy, obrázky, tabulkami a 
poznámkami. V teoretické části práce jsem se snažila přinést co nejucelenější přehled platebních 
protokolů a vybraných nástrojů pro jejich verifikaci. Snažila jsem se, aby práce byla názorná a 
poskytla čtenáři základní orientaci v dané problematice. Cílem praktické části bylo provedení 
formalizace a verifikace vybraných platebních protokolů ve vybraných nástrojích. Přínosem praktické 
části práce je nalezení dvou možností útoků na dva významné a v dnešní době nejvíce používané 
platební protokoly.  
Tato práce se stala jedním z podkladů pro odborný článek Očenášek, P., Kučerová, P.: 
Payment Protocols Verification: A Case Study, který byl prezentován na konferenci EDS ’09 IMAPS 
CS International Conference Proceedings a pro odborný článek Očenášek, P., Kučerová P.: Analysis 
of Selected Payment Protocols, který bude prezentován na EDS 2010.  
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V budoucnu bych ráda navázala na získané zkušenosti a chtěla bych se zabývat možnostmi 
zabezpečení elektronických platebních systémů a protokolů.   
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3-DES – Triple DES – trojnásobná aplikace šifry DES 
AAV – Accountholder Authentication Value – autentifikační hodnota držitele karty 
ACS – Access Control Server – server v protokolu Visa 3D-Secure zajišťující autentizaci držitele 
karty 
AES – Advanced Encryption Standard – bloková šifra (1 blok = 128 bitů) 
ASCII – American Standard Code for Information Interchange – kódová tabulka 
AVISPA – Automated Validation of Internet Security and Applications 
B2B – Business to Business – obchod mezi obchodníky navzájem 
BIPS – Bank Internet Payment System 
CAVV – Cardholder Authentication Verification Value – autentifikační číslo držitele karty používané 
společností Visa 
CEPS – Common Electronic Purse Specification 
CGI – Common Gateway Interface 
CL-Atse – Constraint-Logic-based Attack Searcher 
CPN – Coloured Petri Nets – barevné Petriho sítě 
CPV – Cryptographic Protocol Verifier 
CSP – Communicating Sequential Processes 
DES – Data Encryption Standard – symetrické šifrování s klíčem o délce 56 bitů 
DSA – Digital Signature Algorithm 
ECB – Electronic CodeBook mode – mód šifrování využívající překladovou tabulku 
ECC – Elliptic curve cryptography - moderní algoritmy založené na řešení úlohy diskrétního 
logaritmu v grupách na eliptických křivkách 
ECI – Electronic Commerce Indicator 
EMV – Europay MasterCard Visa 
FDR – Failures – Divergence Refinement 
FinTS – Financial Transaction Services 
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GUI – Graphical User Interface – grafické rozhraní 
HBCI – Homebanking Computer Interface 
HLPSL – High-Level Protocol Specification – modulární formální jazyk pro specifikaci řídícího toku 
IF – Intermediate Format – zprostředkovací jazyk 
IFX – Interactive Financial Exchange 
JAIST – Japan Advanced Inst of Science and Technology 
JCB – Japan Credit Bureau – nebankovní vydavatel kreditních karet sídlící v Tokiu 
LTL – Linear Temporal Logic – lineární temporální logika 
MAC – Media Access Control – unikátní identifikátor síťového zařízení 
MD5 – Message Digest 5 
ML – Meta Language – „nečistý“ funkcionální programovací jazyk 
MPI – Merchant plug-in – plug-in obchodníka v protokolu Visa 3-D Secure 
MSC – Message Sequence Chart – textový a grafický formalismus popisující komunikace dvou 
systémů 
NPP – Network Payment Protocol 
OFMC – On-the-Fly-Model-Checker – nástroj pro analýzu bezpečnostních protokolů 
OFX – Open Financial Exchange 
PDA – Personal Digital Assistant – malý kapesní počítač 
PKI – Public Key Infrastructure – infrastruktura správy a distribuce veřejných klíčů 
PNML – Petri Net Markup Language – modelovací jazyk pro Petriho sítě 
POS – point-of-sale transakce 
PROMELA – Process Meta Language – imperativní jazyk podobný jazyku C 
PSAM – Purchase Secure Application Module – modul zajišťující bezpečnost dat standardu CEPS 
RSA – Rivest-Shamir-Adleman algoritmus 
Sat-MC - SAT-based Model-Checker 
SET – Secure Electronic Transaction 
SGML – Standard Generalized Markup Language – rodina značkovacích jazyků 
SML – Service Modeling Language – jazyk z rodiny XML určený k vytváření modelů komplexních 
informačních služeb a systémů 
SMV – Symbolic Model Verifier 
SPA – Secure Payment Application – bezpečnostní schéma protokolu UCAF/SPA 
SPIN – Simple Promela Interpreter 
SPORE – Security Protocols Open Repository 
SSL – Secure Sockets Layer 
TA4SP - Tree Automata based on Automatic Approximations for the Analysis of Security Protocol 
TCP – Transmission Control Protocol 
TLS – Transport Layer Security – kryptografický protokol zajišťující bezpečnou komunikaci 
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TLV – Temporal Logic Verifier 
UCAF – Universal Cardholder Authentication Field – autentifikační číslo držitele karty používané 
společností MasterCard 
VDS – Visa Directory Server – VISA adresář ukládající významné informace 
XID – identifikátor transakce protokolu Visa 3-D Secure 
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A,B,VDS,ACS: Agent        
pan, exp, acqbin, merid, merpass, acctid, url, protocol, Y, mername, 
mercnt, merurl, purxid, purdate, puramnt, pansh, pass, txtime, 
txstat, cavv, eci, cavvalg : Nonce   
PK : Agent -> PublicKey      
SK : Agent -> SecretKey      





INITIATOR(A,B,VDS,ACS,pan,exp,pansh,pass,KAB,KACSA) knows PK 
RESPONDER(B,A,VDS,ACS,acqbin,merid,merurl,mername,merpass,mercnt, 
purxid,purdate,puramnt,KAB,KVDSB) knows PK,SK(B) 
SERVER (VDS,A,B,ACS,KVDSB,KACSVDS) knows PK,SK(VDS) 
ACQ(ACS,VDS,A,B,pansh,txtime,acctid,protocol,url,Y,txstat,cavv,eci, 




--pozadavek na koupi 
1. A -> B: {pan,exp} {KAB} 
--VERReq 
2. B -> VDS: {pan,acqbin,merid,merpass} {KVDSB} 
3. VDS -> ACS: {pan,acqbin,merid,merpass} {KACSVDS} 
--VERes 
4. ACS -> VDS: {Y,acctid,url,protocol} {KACSVDS} 
5. VDS -> B: {Y,acctid,url,protocol} {KVDSB} 
--PAReq 
6.B->A:{{acqbin,merid,mername,mercnt,merurl,purxid,purdate,puramnt, 
acctid,exp} {SK(B)}%msg1 } {KAB} 
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7.A -> ACS:{msg1%{acqbin,merid,mername,mercnt,merurl,purxid,purdate, 
puramnt,acctid,exp} {SK(B)} } {KACSA} 
--ATReq 
8. ACS -> A: {mername,puramnt,purdate,pansh,exp} {KACSA} 
--ATRes 
9. A -> ACS: {pass} {KACSA} 
--PARes 
10. ACS -> A: {{acqbin,merid,purxid,purdate,puramnt,pansh,txtime, 
txstat,cavv,eci,cavvalg} {SK(ACS)} % msg2 } {KACSA} 
11. A -> B: {msg2 % {acqbin,merid,purxid,purdate,puramnt,pansh, 
txtime,txstat,cavv,eci,cavvalg} {SK(ACS)} } {KAB} 
--potvrzení  

































Pan, Exp, Acqbin, Merid, Merpass, Acctid, Url, Protocol, y, Mername, 
Mercnt, Merurl, Purxid, Purdate, Puramnt, Pansh, Pass, Txtime, 
Txstat, Cavv, Eci, Cavvalg : Nonce  
































#define TRUE 1 
#define FALSE 0 
 
/* definice procesu */ 
#define CUST 1 
#define MERCH 10 
#define BANK 100 
 
/* definice zprav */ 
#define GOODS_REQ       1  
#define ENCR_GOODS      2 
#define EL_PAY_ORD      3 
#define PAY_SLIP        4 
#define NO_PAY          5 
#define END_EL_PAY_ORD  6 
#define TRANS_ENQ       7 
#define NO_REC          8 
 
/* definice kanalu pro prenos zprav */ 
chan customer_chan = [16] of {int}; 
chan bank_chan = [16] of {int}; 
chan merchant_chan = [16] of {int}; 
chan network_chan = [16] of {int}; 
 
/* příznaky */ 
bool encr_goods_cust; 
bool pay_slip_cust;  
bool pay_slip_merch; 
bool cust_deb;  
bool merch_cr;  
 
 
/* PROCES ZAKAZNIKA */ 
proctype customer () 
{ 
  /* definice stavu zakaznika */ 
  #define C_CUST       0 
  #define C_GOODS_REQ  1 
  #define C_ENCR_GOODS 2 
  #define C_EL_PAY_ORD 3 
  #define C_OK         4 
  #define C_ERR        5 
  #define C_NO_FUNDS   6 
  #define C_BANK_Q     7 
  #define C_NO_TRANS   8  
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  short state; 
  short cust_time; 
  int msg; 
   
  state = C_CUST; 
   
  do 
  :: 
 if 
  :: cust_time = TRUE; 
  :: cust_time = FALSE; 
 fi; 
  
  if 
  :: state == C_CUST -> /* zakaznik zasle zadost o zbozi 
obchodnikovi */ 
   atomic  
      {  
        network_chan! (MERCH*GOODS_REQ);  
        state = C_GOODS_REQ 
      } 
       
  :: state == C_GOODS_REQ -> 
   customer_chan?msg;   /* zakaznik ceka na odpoved */ 
   if 
   :: msg == ENCR_GOODS ->  /* dojde zasifrovana 
odpoved s klicem */ 
    atomic  
        { 
          state = C_ENCR_GOODS;  
          encr_goods_cust = TRUE 
        } 
   :: else ->                 /* dojde neco jineho */ 
    state = C_ERR 
   fi 
    
  :: state == C_ENCR_GOODS ->        /* zakaznik odesle 
platebni prikaz */  
   atomic  
      {  
        network_chan!(MERCH*EL_PAY_ORD);  
        state = C_EL_PAY_ORD 
      } 
       
  :: state == C_EL_PAY_ORD && cust_time == FALSE ->  
   customer_chan?a; 
   if 
   :: msg == NO_PAY -> 
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    state = C_NO_FUNDS 
   :: msg == PAY_SLIP -> 
    atomic  
        { 
          state = C_OK;  
          pay_slip_cust = TRUE 
        } 
   :: else -> 
    state = C_ERR 
   fi 
    
  :: state == C_EL_PAY_ORD && cust_time == TRUE -> 
   atomic  
      { 
        network_chan!(BANK*TRANS_ENQ);  
        state = C_BANK_Q 
      } 
       
  :: state == C_BANK_Q -> 
   customer_chan?msg; 
   if 
   :: msg == PAY_SLIP -> 
    atomic  
        { 
          state = C_OK;  
          pay_slip_cust = TRUE 
        } 
   :: msg == NO_PAY -> 
    state = C_NO_FUNDS 
   :: msg == NO_REC -> 
    state = C_NO_TRANS 
   :: else -> 
    state = C_ERR 
   fi 
   
    :: state == C_OK || state == C_ERR || state == C_NO_FUNDS 
   || state == C_NO_TRANS -> 





/* PROCES OBCHODNIKA */ 
 
proctype merchant () 
{ 
  #define M_MERCH          0 
  #define M_GOODS_REQ      1 
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  #define M_ENCR_GOODS     2 
  #define M_EL_PAY_ORD     3 
  #define M_END_EL_PAY_ORD 4 
  #define M_PASS           5 
  #define M_END            6 
  #define M_ERR            7 
 
  short state; 
  int msg; 
 
  state = M_MERCH; 
 
  do 
  :: 
  if 
  :: state == M_MERCH -> /* obchodnik ceka na zadost o zbozi */ 
    merch_chan?msg; 
    if 
    :: msg == GOODS_REQ -> 
     state = M_GOODS_REQ; 
    :: else -> 
     state = M_ERR; 
    fi 
     
   :: state == M_GOODS_REQ -> 
    atomic  
      { 
        network_chan!(CUST*ENCR_GOODS);  
        state = M_ENCR_GOODS 
      } 
       
   :: state == M_ENCR_GOODS -> 
    merchant_chan?msg; 
    if 
    :: msg == EL_PAY_ORD -> 
     state = M_EL_PAY_ORD 
    :: else -> 
     state = M_ERR 
    fi 
     
   :: state == M_EL_PAY_ORD -> 
    atomic 
      { 
        network_chan!(BANK*END_EL_PAY_ORD);  
        state = M_END_EL_PAY_ORD 
      } 
       
   :: state == M_END_EL_PAY_ORD -> 
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    merchant_chan?msg; 
    if 
    :: msg == NO_PAY -> 
     atomic  
        { 
          network_chan!(CUST*NO_PAY);  
          state = M_END 
        } 
    :: msg == PAY_SLIP -> 
     atomic  
        { 
          network_chan!(CUST*PAY_SLIP);  
          pay_slip_merch = TRUE;  
          state = M_END 
        } 
    :: else -> 
     state = M_ERR 
    fi 
     
   :: state == M_END || state == M_ERR -> 
    break 
   fi; 
  od; 
} 
 




  #define B_BANK        0 
  #define B_PROVE_TRANS 1 
  #define B_TRANS_OK    2 
  #define B_TRANS_KO    3   
  #define B_ERR         4 
   
  short state; 
  short trans; 
  int msg; 
   
  state = B_BANK; 
   
  do 
  ::  
   if 
   :: trans = B_TRANS_OK 
   :: trans = B_TRANS_KO 
   fi; 
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   if 
    :: state == B_BANK -> 
     bank_chan?msg; 
     if  
     :: msg == TRANS_ENQ -> 
      atomic  
          { 
            network_chan!(CUST*msg);  
            state = B_BANK 
          } 
     :: msg == END_EL_PAY_ORD -> 
      state = B_PROVE_TRANS 
     :: else -> 
      state = B_ERR 
     fi 
      
    :: state == B_PROVE_TRANS && trans == B_TRANS_OK -> 
     atomic  
        { 
          network_chan!(MERCH*PAY_SLIP);  
       cust_deb = TRUE -> merch_cr = TRUE; 
       state = B_TRANS_OK 
        } 
         
    :: state == B_PROVE_TRANS && trans == B_TRANS_KO -> 
     atomic  
        { 
          network_chan!(MERCH*NO_PAY);  
          state = B_TRANS_KO 
        } 
         
    :: state == B_TRANS_OK -> 
     bank_chan?msg; 
     if 
     :: msg == TRANS_ENQ -> 
      network_chan!(CUST*PAY_SLIP) 
     :: else -> 
      state = B_ERR 
     fi 
      
    :: state == B_TRANS_KO -> 
     bank_chan?msg; 
     if 
     :: msg == TRANS_ENQ -> 
      network_chan!(CUST*NO_PAY) 
     :: else -> 
      state = B_ERR 
     fi 
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    :: state == B_TRANS_OK || state == B_TRANS_KO || state == 
B_ERR -> 
     break 
   fi; 
  od; 
} 
 




  int msg; 
   
  do 
  :: network_chan?msg -> 
   if 
   :: msg < MERCH -> 
    customer_chan!msg 
   :: (msg >= MERCH && msg < BANK) -> 
    merchant_chan!(msg/10) 
   :: else -> 
    bank_chan!(msg/100) 
   fi; 
  od; 
} 
 






  cust_deb = FALSE; 
  merch_cr = FALSE; 
  pay_slip_merch = FALSE; 
  encr_goods_cust = FALSE; 
  pay_slip_cust = FALSE; 
  run customer (); 
  run merchant (); 
  run bank(); 








/* SPECIFIKACE POZADAVKU */  
 





  if  
  :: (((! ((credit_merch)) && ! ((debit_cust))) || 
((credit_merch) && (debit_cust)))) -> goto TO_init 
  fi; 
} 
 
never   /* atomicita zbozi */ 
{ /* !([]((psc && egc) -> <> psm) && [](psm -> <> (psc && egc))) */ 
TO_init: 
 if 
 :: (((! ((enc_g_cust)) && (pay_sl_merch)) ||  
(! ((pay_sl_cust)) && (pay_sl_merch)))) -> goto accept_S4 
 :: (! ((pay_sl_merch)) && (enc_g_cust) && (pay_sl_cust) && 
(((enc_g_cust) && (pay_sl_cust)) || ((pay_sl_merch)))) -> goto 
accept_S19 




























Příloha 5:  
#Free variables 
 
C, CA, RCA: Agent 
rrpid, lidEE, challEE, challEE2, challEE3, brandID, lidCA, challCA, 
language, pan, requestDate, cardSecret, nonceCCA, panSecret  : Nonce 
PK : Agent -> PublicKey 
SK : Agent -> SecretKey  
KCCA, KC2, KC3, KC, SKRCA: SessionKey 
InverseKeys = (PK,SK), (KCCA,KCCA), (KC2,KC2), (KC3,KC3), (KC,KC), 
(SKRCA, SKRCA) 




INITIATOR (C,CA, rrpid, lidEE, challEE, challEE2, challEE3, brandID, 
language, pan, panSecret, requestDate, cardSecret, KCCA, KC, KC2, 
KC3, lidCA, SKRCA) knows PK, SK(C),SK(CA),f 
RESPONDER(CA,C, lidCA, challCA, nonceCCA, pan, panSecret, KCCA, KC, 





0. -> C : CA 
 
--CardCInitReq 
1. C -> CA: {rrpid, lidEE, challEE, brandID}{KCCA} 
 
--CardCInitRes 




3. C -> CA: {rrpid, lidEE, challEE2, lidCA, language, 




4. CA -> C: {rrpid, lidEE, challEE2, lidCA, challCA} {PK(CA)} 
 
--CertReq 
5. C -> CA: {rrpid, lidEE, challEE3, lidCA, requestDate, KC2, PK(C), 
{f(rrpid, lidEE, challEE3, lidCA, requestDate, cardSecret, pan, KC2, 





6. CA -> C: {{rrpid, lidEE, challEE3, lidCA, nonceCCA}{PK(CA)}, 










Customer, CertAuth, Narusitel, Rca: Agent 
Rrpid, LidEE, ChallEE, ChallEE2, ChallEE3, BrandID, LidCA, ChallCA, 
Language, Pan, RequestDate, CardSecret, NonceCCA, PanSecret : Nonce 
Kcca,Kc, Kc2, Kc3, Knc, Knca, Knkc, Knkc2, Knkc3, Skrca, Sknrca 
:SessionKey 
InverseKeys = (Kcca, Kcca), (Kc, Kc),(Kc2, Kc2), (Kc3, Kc3), (Knc, 








INITIATOR(Customer, CertAuth, Rrpid, LidEE, ChallEE, ChallEE2, 
ChallEE3, BrandID, Language, Pan, PanSecret, CardSecret, 
RequestDate, Kcca, Kc, Kc2, Kc3, LidCA, Skrca) 
RESPONDER(CertAuth,Customer, LidCA, ChallCA, NonceCCA, Pan, 




Intruder = Narusitel 
IntruderKnowledge = {Customer, CertAuth, Language, LidEE, LidCA, PK, 

















C, M, PG: Agent 
rrpid, language, lidC, challC, brandID, bin, lidM, xid, challM, mer, 
orderDesc, purchAmt, cardSecret, pan, panSecret, authCode : Nonce 
PK : Agent -> PublicKey 
SK : Agent -> SecretKey  
KCM: SessionKey 
InverseKeys = (PK, SK), (KCM, KCM) 




INITIATOR(C, M, PG, rrpid, language, lidC, challC, brandID, bin, 
purchAmt, orderDesc, pan, mer, challM, panSecret, cardSecret, KCM) 
knows PK,SK(C),f 
RESPONDER(M, C, PG, lidM, xid, challM, purchAmt, orderDesc, mer, 
pan, panSecret, xid, cardSecret, KCM) knows PK, SK(M), SK(PG), f 
SERVER(PG, authCode, challC, challM, orderDesc, purchAmt, 
cardSecret, xid) knows PK, SK(PG), f 
 
#Protocol description 
0. -> C : M 
 
--PInitReq 
1. C -> M: {rrpid, language, lidC, challC, brandID, bin} {KCM} 
 
--PInitRes 




3. C -> M: {f(lidM, xid, f(orderDesc, purchAmt), purchAmt, mer, 
f(xid, cardSecret), pan, panSecret), f(lidM, xid, challC, 
f(orderDesc, purchAmt), challM)}{SK(C)}, {lidM, xid, f(orderDesc, 
purchAmt), purchAmt, mer, f(xid, cardSecret), f(lidM, xid, challC, 
f(orderDesc, purchAmt), challM), pan, panSecret}{PK(PG)}, {lidM, 
xid, challC, f(orderDesc, purchAmt), challM, f(lidM, xid, 
f(orderDesc, purchAmt), purchAmt, mer, f(xid, cardSecret), pan, 
panSecret)}{KCM} 
   
 
--AuthReq 
4. M -> PG: {{lidM, xid, f(lidM, xid, challC, f(orderDesc, 
purchAmt), challM), f(orderDesc, purchAmt), {f(lidM, xid, 
f(orderDesc, purchAmt), purchAmt, mer, f(xid, cardSecret), pan, 
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panSecret), f(lidM, xid, challC, f(orderDesc, purchAmt), 
challM)}{SK(M)}, {lidM, xid, f(orderDesc, purchAmt), purchAmt, mer, 
f(xid, cardSecret), f(lidM, xid, challC, f(orderDesc, purchAmt), 




5. PG -> M: { {lidM, xid, purchAmt, authCode}{SK(PG)} }{PK(M)}  
 
--PRes 












Customer, Merchant, PaymentGateway, Narusitel : Agent 
Rrpid, Language, LidC, ChallC, BrandID, Bin, LidM, Xid, ChallM, Mer, 
OrderDesc, PurchAmt, CardSecret, Pan, PanSecret, AuthCode : Nonce 
Kcm, Knc, Knm, Knpg : SessionKey 








INITIATOR(Customer, Merchant, PaymentGateway, Rrpid, Language, LidC, 
ChallC, BrandID, Bin, PurchAmt, OrderDesc, Pan, Mer, ChallM, 
PanSecret, CardSecret, Kcm) 
RESPONDER(Merchant, Customer, PaymentGateway, LidM, Xid, ChallM, 
PurchAmt, OrderDesc, Mer, Pan, PanSecret, Xid, CardSecret, Kcm) 
SERVER(PaymentGateway, AuthCode, ChallC, ChallM, OrderDesc, 
PurchAmt, CardSecret, Xid) 




IntruderKnowledge = {Customer, Merchant, PaymentGateway, LidC, LidM, 
Language, PK, SK(Narusitel), Knc, Knm, Knpg} 
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