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Este artigo tem o objetivo de explorar as opções dentro do paradigma de programação 
funcional para o desenvolvimento front-end de aplicações web. Este estudo apresenta os 
diferentes paradigmas de programação e os frameworks e linguagens disponíveis para a 
criação de aplicações web interativas dentro do paradigma funcional. 
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This article aims to explore the options within the functional programming paradigm for the 
front-end development of web applications. This study presents the different programming 
paradigms and the frameworks and languages available for creating interactive web 
applications within the functional paradigm. 
 




As aplicações web evoluíram de forma significativa desde que a primeira página de 
Internet foi disponibilizada , em 1989 (Berners-Lee, 1989). Criada originalmente para permitir 
o compartilhamento de informações acadêmicas, a plataforma passou a ser parte fundamental 
de atividades de trabalho, estudo e lazer ao incorporar outros tipos de aplicações: em um 
navegador de Internet é possível realizar buscas, consultar emails, acessar aplicações de 
contabilidade, criar planilhas e gráficos, assistir vídeos em alta definição, entre outros tipos de 
aplicações. Aplicações interativas deste tipo podem ser acessadas por computadores, laptops, 
celulares e até televisores. 
Graças às tecnologias envolvidas na construção de sistemas web, o sistema operacional 
do usuário deixou de ser um limitador - salvo cenários onde o acesso a um sistema é atrelado 
à instalação de alguma aplicação auxiliar no computador do usuário.  
A interatividade crescente dos aplicativos executados em navegadores de Internet 
permitiu o desenvolvimento de recursos para melhorar a experiência do usuário (o que levou 
a criação de estudos específicos nesta área, também chamada de UX, user experience). Um 
efeito desta mudança foi a aumento na quantidade de regras de negócio que passaram a ser 
processadas no lado do cliente. Para permitir o suporte a estes novos requisitos, os navegadores 
de Internet oferecem client-side scripting, na forma da linguagem JavaScript. 
Com o crescimento no volume de código sendo executado no lado do cliente, 
desenvolvedores de aplicações para JavaScript passam a ter desafios semelhantes à 
programação no lado do servidor. Uma vez que JavaScript não é uma linguagem com tipagem 
estática, a complexidade em programas com diversos recursos pode dificultar a abstração e 
aumentar os riscos em uma eventual refatoração. 
Em função destes desafios, empresas privadas e desenvolvedores independentes 
passaram a disponibilizar frameworks e novas linguagens de programação que são capazes de 
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compilar para JavaScript - o que permite criar aplicações para navegadores de Internet, porém 
com mais ferramentas e oportunidades de abstração e expressividade para o desenvolvimento 
de aplicações. 
Dentro deste cenário, este artigo tem o objetivo de identificar as opções dentro do 
paradigma de programação funcional para a criação de aplicações web. Serão apontadas as 
tecnologias disponíveis e suas características, de modo a fornecer subsídios para a escolha da 




2.1 PARADIGMAS DE PROGRAMAÇÃO 
 Diferentes linguagens de programação oferecem diferentes formas para se abordar os 
problemas  
 De acordo com Papert (1991), um paradigma define "a maneira como o programador 
pensa sobre a tarefa de programar".  Ainda de acordo com o autor, os paradigmas diferentes 
“representam graus variados de abstração da arquitetura subjacente, chamada von Neumann” 
(Papert, 1991). 
 Segundo Jungton e Goulart (2016) é possível dividir as linguagens de programação em 
diferentes paradigmas: imperativo, estruturado, orientado a objeto, lógico e funcional. Uma 
vez que o paradigma influencia a forma do desenvolvedor pensar, sua escolha afeta 
diretamente a forma como os programas desenvolvidos são expressos. 
Uma linguagem de programação pode ter suporte a apenas um paradigma ou a vários, 
como Java (Orientado a Objetos, Imperativo e possui suporte ao paradigma funcional a partir 
da sua versão 8) .  
 
2.1.1 Paradigma Imperativo 
O paradigma imperativo é que se apresenta mais próximo da estrutura base do 
computador, o modelo von Neumann de máquina: o processador lê dados em um ponto da 
memória, executa operações e escreve o resultado de volta na memória (Jungthon e Goulart, 
2016). 
Ações como atribuir valor a uma variável ou utilizar endereços da memória como 
referência são exemplos de implementações destes tipos de linguagem, sendo  ligados à 
estrutura básica na qual os programas são executados. 
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Este paradigma de programação foi o primeiro a ser implementado e é o mais utilizado 
até hoje (Jungthon e Goulart, 2016), sendo também escolhas populares no ensino introdutório 
de programação (De Castro, 2002) 
As vantagens do modelo é a sua similaridade com a estrutura do próprio computador, 
o que confere a programas desenvolvidos neste paradigma mais velocidade de compilação e 
desempenho. A desvantagem é que detalhes da lógica de implementação da plataforma 
computacional se misturam com as regras de negócio que o programa trata, como Jungthon e 
Goulart (2016) apontam, “as instruções são centradas no como e não no o que”. 
São exemplos deste paradigma as linguagens Assembler, C, Basic, Fortran, Python e 
Lua. 
 
2.1.2 Paradigma Estruturado 
O paradigma estruturada permite que programas sejam modularizados, orientando 
programadores a adotar estruturas baseadas em subrotinas e funções em seus programas. 
 As vantagens de programas desenvolvidos neste paradigma, de acordo com  como 
Jungthon e Goulart (2016),  é a possibilidade de dividir a solução de problemas em partes. 
 As desvantagens do paradigma é a separação de dados das funções, dificultando a 
manutenção de sistemas deste tipo, uma vez que mudanças nos dados tornam necessário alterar 
as funções envolvidas. 
 São exemplos deste paradigma as linguagens C, Pascal, COBOL e Basic. 
 
2.1.3 Paradigma Orientado a Objeto 
O paradigma de programação orientada a Objetos se baseia na criação de programas 
que se comportam como objetos do mundo real: possuem atributos (estado) e podem executar 
ações (métodos). Segundo Baranauskas (1993), “esse conceito é baseado na idéia de que no 
mundo real frequentemente usamos objetos sem precisarmos conhecer como eles realmente 
funcionam”. Este paralelo com o mundo real permite a criação de abstrações, uma vez um 
programa não precisa conhecer detalhes de implementação em outros programas com os quais 
ele se comunica. 
De acordo com Jungthon e Goulart (2016), “quanto mais um módulo for independente, 
maior a chance dele poder ser reutilizado em outra aplicação”, o que cria oportunidades de 
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reuso de código. Ainda segundo os autores, este paradigma requer “formas de pensar 
relativamente complexas”, criando dificuldade em sua compreensão e adoção. 
As linguagens SmallTalk, Java, C++, .NET e Ruby são exemplos de linguagens que 
oferecem recursos deste paradigma. 
 
2.1.4 Paradigma Lógico 
 O paradigma lógico de programação apresenta uma forma abstrata para a criação de 
programas. Os autores Jungthon e Goulart (2016) apontam que o paradigma lógico possui 
características de linguagens imperativas (como declarações sequenciais) por questões de 
eficiência, mas também possui características de linguagens funcionais.  
Segundo Baranauskas (1993),  “o significado de um "programa" não é mais dado por 
uma sucessão de operações elementares que o computador supostamente realiza, mas por uma 
base de conhecimento a respeito de certo domínio e por perguntas feitas a essa base de 
conhecimento, independentemente”. 
 
2.1.5 Paradigma Funcional 
Segundo Hinsen (2009), o princípio fundamental da programação funcional é a 
realização de computações através da composição de funções. O termo “função” é utilizado 
no sentido matemático, onde um valor de entrada é fornecido e um valor de saída é retornado. 
Já nas linguagens imperativas, as funções cumprem o papel de subrotinas: não há necessidade 
de retorno de valor e é possível fornecer diversos valores como “parâmetros” ou 
“argumentos”. 
O paradigma funcional se baseia no cálculo lambda, desenvolvido por Alonso Church 
no anos 30. Nos anos 50 surgiu a primeira linguagem funcional, o Lisp. 
Segundo SEBESTA (2018, p632), “apesar de o estilo imperativo de programação ser 
considerado aceitável pela maioria dos programadores, sua forte dependência da arquitetura 
subjacente é vista por alguns como uma restrição desnecessárias nas estratégias alternativas 
de desenvolvimento de software”. 
Segundo Hinsen (2009), apesar de já serem utilizadas no ambiente acadêmico por 
décadas, apenas recentemente linguagens do paradigma funcional começaram a receber 
atenção para o desenvolvido de aplicações de mercado. 
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Segundo o autor, a demora na adoção deste estilo de programação pode ser atribuída à 
diferença de estilo dos programas funcionais de suas contrapartes “imperativas”, o que torna 
necessário aprender novos conceitos e abordar problemas de forma diferente. 
Hinsen (2009) classifica as linguagens funcionais em dois grupos - de acordo com o 
seu posicionamento em relação aos “efeitos colaterais”. Entende-se como efeito colateral 
qualquer ação que não esteja relacionado ao processamento dos dados de uma função, como a 
impressão de valores em uma tela, alterar o valor de posições arbitrárias da máquina, criar uma 
requisição HTTP, reproduzir um som, entre outras ações que impactem o “mundo externo” à 
função.  Linguagens puras (como Haskell, Elm e PureScript) permitem a criação de efeitos 
colaterais apenas através de construtos especiais, de modo a permitir que o compilador possa 
verificar a ausência de efeitos colaterais em outras partes do programa. Linguagens impuras 
(como OCaml e Clojure) deixam a responsabilidade do gerenciamento de efeitos colaterais 
nas mãos do programador. 
Conforme uma base de código cresce, efeitos colaterais podem se tornar cada vez mais 
perigosos. Uma vez que código de uma seção seja capaz de influenciar computações em outro 
segmento, dificulta-se o processo de debugging, como aponta Hinsen (2009) : “Qualquer 
pessoa com experiência em debugging aprendeu da forma difícil que o problema com variáveis 
é que normalmente apenas olhar o seu valor não diz de onde aquele valor veio”. 
Como na programação funcional é possível executar seções do código sem que haja 
preocupação sobre alteração de estado em elementos externos, validar a lógica de negócio 
através de testes se torna mais fácil. 
Outra característica das linguagens funcionais, de acordo com Hinsen (2009), é que 
nas linguagens funcionais as funções podem ser argumentos de entrada para outras funções. 
Também é possível que uma função retorne uma nova função como resultado. Estes tipos de 
função são as chamadas “funções de alta ordem”. Funções que recebem e retornam dados são 
chamadas de “funções de primeira ordem”. 
 
2.2 DESENVOLVIMENTO FRONT-END DENTRO DO PARADIGMA FUNCIONAL 
A programação funcional já é utilizada com sucesso no desenvolvimento web, porém 
está historicamente ligada ao desenvolvimento para o servidor (McGranaghan, 2011). Porém, 
o aumento de recursos interativos em máquinas clientes abre espaço para a criação de 
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componentes mais sofisticados para ser executados pelos navegadores dos usuários na forma 
de código JavaScript. 
 Dentro deste cenário, segue uma listagem de opções dentro do paradigma de 
programação funcional para o desenvolvimento de aplicações com foco no front-end: 
 
2.2.1 JavaScript puro 
A linguagem JavaScript, a lingua franca para o desenvolvimento de aplicações em 
navegadores de Internet, possui suporte a múltiplos paradigmas. Nela é possível criar variáveis 
e laços (paradigma imperativo), definir objetos e criar instâncias (paradigma orientado a 
objetos) e utilizar funções (programação funcional). 
Apesar de possível, o uso do paradigma funcional em JavaScript se torna verboso, 
levando a criação de código de difícil leitura, como aponta Freeman (2014). 
Há bibliotecas que oferecem recursos de programação funcional para a linguagem, 
como imutabilidade e composição de funções: 
 
2.2.2 Ramda 
A biblioteca Ramda1 adiciona recursos de programação funcional a JavaScript, como 
composição de funções e estruturas de dados imutáveis.  
 
2.2.3 ImmutableJs 
A biblioteca ImmutableJs 2 , criada e mantida pelo Facebook, permite a criação e 
manipulação de estruturas de dados imutáveis dentro do JavaScript. 
 
2.2.4 F# 
 A linguagem F# é mantida pela Microsoft e oferece integração com o stack de 
ferramentas de desenvolvimento baseado em .NET. Pode ser utilizada em servidores ou em 
navegadores de Internet, uma vez que seu código pode ser compilado para JavaScript. Para o 
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Fable3 é um compilador de F# para Javascript projetado para gerar código legível e 
dentro do padrão ES2015 do  JavaScript, de modo a facilitar a interoperabilidade com outros 
sistemas e navegadores de Internet mais antigos. Possui integração com o ferramental de 
projetos JavaScript como Babel, Webpack e React Hot Loader.  
 
2.2.6 WebSharper 
 É um framework full-stack, oferecendo uma arquitetura opinativa tanto no front-end 
quanto no back-end da aplicação a ser desenvolvida. Permite o uso de F# tanto no cliente 
quanto no servidor. 
 
2.2.7 Haskell 
A linguagem Haskell possui tipos de dados bem definidos, o que significa que “os 
modelos para as estruturas de informação são baseados na Teoria dos Conjuntos, e as operação 
são descritas através de funções entre conjuntos” (Caetano, 2001). É uma das principais 
linguagens funcionais e sua primeira versão foi lançada em 1990, tendo desenvolvimento ativo 
até hoje. 
Para a criação de código JavaScript é possível utilizar o compilador GHCJS4, o que 
permite utilizar os recursos da linguagem Haskell para a concepção e validação da lógica do 
programa para criar código JavaScript. 
Uma vez que o código gerado não define a estrutura a ser adotada pela aplicação, 
frameworks ou bibliotecas adicionais podem ser utilizados. Um exemplo é o framework 
Miso5, uma abordagem que permite utilizar a mesmo código (e consequentemente os mesmos 
tipos) tanto no front-end quanto no back-end da aplicação a ser criada. 
 
2.2.8 Elm 
A linguagem Elm tem o objetivo de oferecer boas práticas no desenvolvimento de 
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semelhante a OCaml e Haskell. Possui ênfase em usabilidade, desempenho e em evitar runtime 
exceptions através de seu compilador. 
Uma característica da linguagem é o seu caráter opinativo sobre a arquitetura da 
aplicação. Programas desenvolvidos em Elm possuem a mesma estrutura básica: 
-  Uma definição do tipo do modelo e um valor inicial; 
- Uma função para criar o código HTML da página a partir do estado da aplicação 
(view); 
- Os eventos são tratados de forma centralizada em uma função chamada update; 
- Interações com a página geram eventos; 
- Se o estado da aplicação foi alterado, a função view é executada para atualizar o 
código HTML da página. 
Esta arquitetura permite tornar previsível quais pontos da aplicação podem causar 
mudanças no estado, o que facilita o processo de debug. 
A desvantagem desta abordagem é que a integração de componentes reutilizáveis se 
torna limitada, uma vez que a integração de um novo componente torna necessária a 
incorporação explícita do estado do componente ao estado da aplicação - o que adiciona 
segurança ao processo, porém limita a abstração e torna o código mais prolixo. 
A linguagem possui uma interface de função estrangeira (FFI) chamada “porta”, que 
força toda a comunicação com código JavaScript a ser mapeada para a função update. 
 
2.2.9 PureScript 
PureScript6 é uma linguagem de tipagem estática que compila para JavaScript. A 
principal influência da linguagem é Haskell, tendo como diferença o foco na legibilidade no 
código JavaScript gerado e interoperabilidade simplificada com as bibliotecas nativas de 
JavaScript (Freeman, 2014). 
É uma linguagem da família ML com sintaxe semelhante a Haskell que compila para 
JavaScript - o que permite o uso de programas criados na linguagem tanto em servidores 
quanto em navegadores de Internet. Oferece mais recursos de abstração do que a linguagem 
Elm, porém não possui as mesmas garantias de segurança.  
Diferentemente da linguagem Elm, PureScript não traz definições sobre a arquitetura 
da aplicação, o que traz mais liberdade no desenvolvimento. 
 
6 http://www.purescript.org/ 
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Assim como Haskell, PureScript possui suporte a classes de tipos, tipos de dados 
algébricos e tipos quantificados. Estes recursos fornecem mais ferramentas de abstração para 
o desenvolvedor, porém podem aumentar a complexidade do código criado. 
 
2.2.10 Clojure 
Clojure7 é uma linguagem dinâmica originalmente desenvolvida para ser executada na 
máquina virtual Java (JVM). Pode ter seu código compilado para JavaScript através do 
compilador ClojureScript (McGranaghan, 2011). Por ser um dialeto de Lisp, possui uma 
filosofia de tratar código como dados e criação de macros. 
A linguagem Clojure oferece flexibilidade ao desenvolvedor, uma vez que oferece 
estruturas de dados mutáveis e imutáveis - o que permite escolher a opção mais conveniente 
em termos de expressividade e desempenho. 
 
3 CONSIDERAÇÔES FINAIS 
Como identificado por Jungthon e Goulart (2016) e Baranauskas (1993), a mudança 
necessária na forma de se refletir ao criar programas no paradigma funcional dificulta a 
adaptação de desenvolvedores já acostumados com outros paradigmas. Desta forma, novos 
projetos criados dentro do paradigma funcional devem avaliar o conhecimento dos envolvidos 
sobre a programação funcional bem como o tempo disponível para adaptação e incorporação 
de novos conceitos. 
A utilização de linguagens com tipos bem definidos traz a oportunidade de controlar 
comportamentos em linguagens do ambiente web que não possuem as mesmas restrições, 
conferindo mais segurança para as aplicações desenvolvidas. Um exemplo é o pacote elm-css, 
da linguagem Elm, que adiciona tipos para a criação de regras de planilhas de estilo CSS. 
Através do uso do pacote é possível identificar valores inválidos em regras CSS durante a 
compilação, evitando que programas defeituosos sejam colocados em produção. 
Das opções listadas, Elm é a que apresenta o ferramental mais desenvolvido: possui 
gerenciador de pacotes, compilador com mensagens de erro intuitivas e suporte em diversos 
editores de texto e IDEs. Seu foco em evitar que o programador cometa erros, porém, limita o 
potencial de aplicações desenvolvidas na linguagem. Desta forma,  
 
7 http://clojure.org 
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PureScript e Haskell oferecem ferramentas de abstração mais poderosas - porém mais 
complexas. Sua adoção é indicada a desenvolvedores já acostumados com conceitos de 
programação funcional ou que disponham de mais tempo para percorrer a curva de 
aprendizado necessária para a sua aplicação. 
Aplicações que utilizam o stack da Microsoft podem empregar F# junto dos 
frameworks Fable e WebSharper. Fable permite utilizar outras tecnologias no back-end, 
oferecendo mais liberdade no desenvolvimento. WebSharper oferece um produto opinativo 
tanto na estrutura do front-end quanto back-end (full-stack), permitindo o desenvolvimento 
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