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muodostui testauksen ja ohjelmoijien yhdessä käyttämän versionhallintaohjelman 
käyttöohjeiden tekeminen ylläpitäjälle ja käyttäjille. 
 
Opinnäytetyöprosessi käynnistyi perusteellisella tutustumisella yrityksen laajaan 
tuotekehitysprojektiin. Projektissa sovellettiin monipuolisesti tietokoneohjelmistojen, 
automaation ja robotiikan soveltamista. Lisäksi lähes kaikki käytettävät mekaaniset 
komponentit kehiteltiin tätä projektia varten. Tämä asettaa testaustoiminnalle erittäin 
suuret vaatimukset. 
 
Työssä keskityttiin ohjelmistotestaukseen. Tavoitteena oli muodostaa kokonaiskuva 
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työntekijöiden toimintaan perehdyttämisen helpottamiseksi ohjelmia koskevat 
käyttöohjeet. Lisäksi opinnäytetyön tekemisen aikana syntyi muutamia muita ideoita 
toiminnan kehittämiseksi. Nämä ideat koskivat yleisiä toimintapoja. Niiden käyttöönotto 
jäi yrityksessä harkintaan. Käyttöohjeet siirtyivät suoraan käyttöön ja ovat osaltaan 
tehostaneet toimintaa. 
 
 
Asiasanat: testaus, versionhallinta 
 
Mettovaara Jani Opinnäytetyö  III 
ABSTRACT 
Kemi-Tornio University of Applied Sciences, Technology 
Degree Programme  Information Technology 
Name    Jani Mettovaara 
Title  Developing Company’s Testing Procedure 
Type of Study  Bachelor’s Thesis 
Date   xx September 2011 
Pages   58 
Instructor   Esko Luttinen, LicSc(Tech.) 
Company   Autoprod Oy   
ContactPerson/Supervisor 
from Company  Toni Korpela, BEng, Arctic Coders Oy 
 
 
Developing Company’s Testing Procedure 
 
The goal of the thesis was to develop company’s testing functions. This included the 
procedures and the tools used. The most important part of the thesis formed to be writing 
of the user’s and administrator’s manual for version control used by testers and coders. 
 
The thesis was started by getting a profound knowledge of the company’s broad product 
development project. The project includes large variety of computer software, automation 
and robotics. In addition nearly all the mechanical components were developed for this 
project. Above said sets very high demands for testing. 
  
Thesis focused on software testing. The goal was to get a general view on testing and find 
places for improvement. In my opinion the goals were met and testing procedure was 
developed. Some of the ideas were instantly deployed. A good understanding of the testing 
procedure and the tool used for testing was achieved. Thesis also involved installing and 
deploying the needed software. Together with this manuals were written for the programs 
to help briefing new workers. In addition a few other ideas to improve testing procedure 
were formed during making the thesis. These ideas concerned the general procedures. 
Deployment of those was left under consideration in company. The manuals are already in 
use and have for their part enhanced testing.  
 
Keywords: testing, version control. 
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KÄYTETYT MERKIT JA LYHENTEET 
Toolframe  Robotin käyttöä helpottava työkalukohtainen koordinaatisto 
OpenDocMan Ilmainen, selainpohjainen dokumenttien hallintajärjestelmä 
Repository Versionhallintaohjelman hakemisto, joka sisältää versioidut 
tiedostot ja niiden versiointitiedot 
CAD  Tietokoneavusteinen suunnittelu, apuväline mekaaniseen  
suunnitteluun 
TortoiseSVN  Subversion versionhallinnan graafinen asiakasohjelma 
SSH Client  Salatun tietoliikenteen merkkipohjainen asiakasohjelma 
Putty  Ohjelma, joka mahdollistaa etäyhteyden Windows-koneelta 
Linux-koneelle 
Tag  Versiohallinnan käyttäjäystävällinen tapa nimetä versioita  
helpottamaan niihin myöhemmin palaamista 
Merge  Tiedoston erilaisten versioiden yhdistäminen 
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1. JOHDANTO 
Opinnäytetyön aihe valikoitui työn tekemisen mukana. Olen työskennellyt Autoprod 
Oy:ssä testaajana vuodesta 2007 alkaen. Työnantajan kanssa sovittiin, että opinnäytetyön 
aiheen tulee liittyä suoraan työtehtäviini, jotta tuloksia voidaan hyödyntää työssäni. 
 
Autoprod Oy on Kemin alueella toimiva, vuonna 2005 perustettu kone- ja 
prosessisuunnitteluyritys. Yritys työllistää tällä hetkellä suoraan tai alihankkijoiden kautta 
parisenkymmentä työntekijää. 
 
Yritys valmistaa kappaleenkäsittelykoneita. Koneiden toteutuksessa sovelletaan laajasti eri 
tekniikan aloja. Mukana on erilaisia automaatiosovelluksia, uudenlaisia mekaanisia 
toteutuksia, robotiikkaa, sekä monipuolista tietotekniikan ja ohjelmistojen käyttöä. 
 
Insinöörityön myötä sain perehtyä enemmän testaamisen teoriaan. Tavalliset työtehtävät 
ovat enemmän käytännönläheistä suorittamista. Teoriaan perehtyminen helpottaa asioista 
keskustelemista, koska asiaan liittyvät termit ja toimintatavat tulivat tutuksi. 
 
Työ rajattiin koskemaan työtehtäviini kuuluvia asioita, lähinnä ohjelmistotestausta ja siihen 
liittyviä työkaluja. Testaamisesta olisi voinut tehdä huomattavasti laajemmankin 
opinnäytetyön, mutta rajaamisesta johtuen käsittely jäi kapealle alueelle. 
 
Insinöörityöni tulokset on tarkoitettu suoraan yrityksen testaustoiminnan käyttöön. 
Tietolähteinä toimivat pääasiassa internet, sekä kokeneemmat työtoverit. 
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2. YRITYKSEN ESITTELY 
Työkohteeni Autoprod Oy:n projektissa valmistetaan täysin uudenlaisia 
kappaleenkäsittelykoneita, jotka ovat monipuolinen yhdistelmä tietotekniikka, 
automaatiota ja robotiikkaa. Koneiden toiminta voidaan esittää yksinkertaistettuna niin, 
että tietokoneohjelma ohjaa automaatiota ja robotteja suorittamaan halutut toiminnot. 
 
2.1. Käytettävä tekniikka 
Ohjelmisto on C++ -kielellä toteutettu kokonaisuus, joka muodostaa sille annetuista 
työkuvista erilaisia listoja, reseptejä, joiden avulla ohjataan ja ajastetaan laitteiston 
toimintaa. 
 
Koska tietokoneohjelmistolla ei voida ohjata suoraan tuotantolaitteistoa, on välissä oltava 
automaatiota. Näiden ohjelmoitavien logiikoiden avulla suoritetaan ohjelmiston pyytämiä 
toimintoja.  
 
‖Ohjelmoitava logiikka (PLC = Programmable Logic Controller) on yksittäinen, 
itsenäinen (Stand Alone) automaatiojärjestelmä, joka hoitaa tiettyä osaprosessia, minkä 
toiminta tyypillisesti etenee vaiheittaisesti. Ohjelmoitava logiikka hoitaa omaa erityistä 
tehtäväänsä toimintaohjeidensa eli logiikalle ladatun sovellusohjelman mukaisesti.‖ /7, 
s.54/  
 
Automaatio ohjaa liikkeenohjaimien ja servo-ohjaimien avulla sähkömoottoreita, 
hydrauliikkaa ja pneumatiikkaa. 
 
Työpaikalla on käytössä kuusiakselinen Fanuc R-2000iB/125L -teollisuusrobotti. Sen 
avulla suoritetaan tarkkuutta vaativat kappaleiden asettelut. Robotti kykenee käsittelemään 
maksimissaan 125 kg:n kappaleita. Toistotarkkuus on 0.2mm, paino noin 1200kg ja 
ulottuvuus noin 3000mm.  Robottia ohjataan joko käsiohjaimella tai ohjelmaa suorittaen.  
Robottiin on mahdollista liittää erilaisia työkaluja, jotka mahdollistavat esim. hitsauksen tai 
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kappaleiden pinoamisen. Työkaluja on mahdollista ostaa valmiina tai teettää itselle sopivat 
työkalut. /13/ 
 
Robotti on asennettu vaakasuoralle alustalle. Robotti tunnistaa ympäriltään XYZ-
mailmakoordinaatiston (kuva 1). Todellinen työskentelykoordinaatisto kerrotaan robotille 
userframella. Tämä mahdollistaa esimerkiksi kaltevan työskentelytason. Lisäksi jokaiselle 
työkalulle tehdään oma toolframe, jonka avulla työkalun mitat kerrotaan robotille.  
 
 
Kuva 1. Fanuc robotin mailmakoordinaatisto /2, s.18/ 
 
Robotin kaikki liikkeet toteutetaan kertomalla sille joko XYZ-koordinaatit (cartesian 
coordinates) tai akseliarvot (joint coordinates). Robottiin on myös mahdollista liittää 
konenäköä, jonka avulla työkalu voidaan ohjata haluttuun kohteeseen. Robotti saapuu 
tehtaalta kalibroituna. Jos akseleiden kalibrointi jostakin syystä nollautuu, joudutaan 
robotti kalibroimaan uudelleen käsin. Tämä heikentää mahdollisesti toistotarkkuutta 
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jatkossa. Tehtaalla robotti on kalibroitu penkissä, mutta työmaalla kalibrointi tehdään usein 
silmämääräisesti, joka on aina epätarkempaa. Kalibrointi on myös mahdollista ostaa 
valmistajalta käyttöpaikassa tehtynä. Tämä on tarkin, mutta samalla kalliimpi vaihtoehto. 
Uudelleen kalibrointia ei tarvitse tehdä normaalitilanteessa. Ainoastaan silloin, jos 
toistotarkkuudessa havaitaan ongelmia. Tästä johtuen tarve voi vaihdella suuresti 
käyttökohteesta riippuen.  
 
Robotin maksimiliikenopeudet ovat erittäin suuria, 2000mm/s. Tästä syystä turhaa 
oleskelua sen toiminta-alueella on syytä välttää. Tuotekehitysvaiheessa tätä ei voida aina 
noudattaa. Tästä syystä käytettyjä nopeuksia on syytä pitää pieninä. Robotti toistaa tarkasti 
sille kerrotut liikkeet, myös ympäristölleen vahingolliset.  
 
Kaksi suurinta ongelmaa robotille opetettavissa liikkeissä liittyivät liikkeiden rajoituksiin. 
Akseleita pystyy pyörittämään maksimissaan +/-365 astetta. Tämä johtuu robotin rungon 
sisällä kulkevista energiansiirtojohdoista. Tämä rajoite johtaa toisinaan tilanteeseen, jossa 
robotti ei pysty saavuttamaan haluttua asentoa. Tämän ongelman ratkaisu on kiinni lähinnä 
ohjelmoijien taidoista, eikä niinkään robotista. Toinen rajoittava tekijä on työkaluille 
kulkevat hydrauliikkaletkut. Vaikka letkuissa on sinänsä tarpeeksi mittaa eri ääriasentojen 
saavuttamiseen, niin toisinaan ne kääntyvät mutkalle niin, että liikkeen loppuun jatkaminen 
rikkoisi letkut. Tätä ongelmaa on yritetty ratkaista erilaisilla letkujen kiristysmenetelmillä, 
esimerkiksi jousilla ja keloilla. Yksinkertaisinta olisi, jos kaikki letkut ja johdot saataisiin 
robotin sisälle. 
 
 
2.2. Testauksen työkalut 
Testauksella on käytössään useita ilmaisia, selainpohjaisia ohjelmia testaamisen tueksi. 
Ohjelmien käyttöönotto on tehty kohtalaisen helpoksi, mutta yksityiskohtaisempien, 
projektikohtaisten asetusten tekeminen on välillä erittäin vaikeaa. Ilmaisohjelmissa 
käyttöohjeet ovat usein hieman puutteellisia. Samalla ohjelmat vaativat usein maksullisia 
ohjelmia enemmän työtä asennusvaiheessa. Erilaiset asetuksen eivät mene automaattisesti 
Mettovaara Jani Opinnäytetyö  5 
kohdalleen, kuten esim. Microsoftin tuotteissa on totuttu, vaan käyttäjältä vaaditaan 
enemmän paneutumista asiaan 
 
Dokumenttien hallintaan otimme käyttöön OpenDocMan -ohjelman. Sen avulla voidaan 
hallita suurta määrää dokumentteja niin, että ne ovat helposti kaikkien saatavilla. Samalla 
varmistetaan se, että kaikilla on käytössä dokumenteista uusimmat versiot. Huonoin tilanne 
on se, jos työntekijät säilyttävät dokumentteja omilla koneillaan. Pahimmillaan samoista 
dokumenteista voi olla useita erilaisia versioita eri koneilla.  
 
Ohjelmistoversioiden hallintaan meillä on käytössä ilmainen Subversion 
-versionhallintaohjelma. Sen avulla pitkän ohjelmistokehitysprojektin kaikki eri versiot 
saadaan säilytettyä ja niihin voidaan palata tarvittaessa. Samalla se helpottaa ongelmia, 
joita syntyy kun useat työntekijät työskentelevät samojen tiedostojen parissa. 
Versionhallinta pitää kirjaa tehdyistä muutoksista, ja yhdistää muokatut tiedostot yhdeksi 
kokonaisuudeksi. 
 
Bugzilla-virhetietokantaan voidaan syöttää tarkasti virheiden tiedot sekä osoittaa niille 
vastuuhenkilöt. Tämän tietokannan avulla kaikki voivat tarkkailla virheiden määrää ja 
tiloja. Virheet merkitään myöhemmin korjatuksi ja suljetaan. Nämä kaikki kolme ohjelmaa 
ovat ilmaisia ja selainpohjaisia. 
 
Testlinkkiin voidaan tehdä tarkat ohjeet testauksen suorittamiseen. Sinne voidaan lisäksi 
laittaa mukaan kaikki tarvittavat liitetiedostot. 
 
Foswiki on työkalu testitulosten tallentamiseen ja raportointiin. Sieltä voi helposti tarkistaa 
aikaisempien testien tuloksia sekä tulostaa halutunlaisia raportteja. 
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3. TESTAUKSEN TEORIAA 
Ohjelmistotestaamisen on katsottu alkaneen 1950-luvun alussa. Testaamisen ja 
virheenetsinnän erotteli ensimmäisenä Glenford J. Myers vuonna 1979. /1/ 
 
Dave Gelperin ja William C. Hetzel luokittelivat vuonna 1988 ohjelmistotestauksen 
vaiheet ja tavoitteet seuraaviin aikakausiin: 
 
 - 1956 - Debugging oriented 
o Virheenjäljitys 
 1957–1978 - Demonstration oriented 
o Havainnollistaminen 
 1983–1987 - Destruction oriented 
o Hajottaminen 
 1983–1987 - Evaluation oriented 
o Arviointi 
 1988–onward- Prevention oriented 
o Ennaltaehkäisy. /1/ 
 
Testaukseen liittyvät työvaiheet ovat testauksen suunnittelu, testiympäristön luonti, testin 
suorittaminen ja tulosten tarkastelu. Näihin, sekä virheiden jäljitykseen ja korjaamiseen 
kuluu tyypillisesti yli puolet ohjelmistoprojektin resursseista. Testauksen määrä on aina 
kompromissi käytettävissä olevien resurssien ja luotettavuuden välillä. /3, s.281/ 
 
Kehitysajasta testaamiseen käytetty 50 % jakautuu yleensä seuraavasti:  
 
 laadun parantaminen 
 verifiointi & Validointi 
 luotettavuuden arviointi. 
 
Nykyään käytettävät testaustekniikat on kehitetty 20 - 30 vuotta sitten. /5/ 
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3.1. Testauksen lähestymistavat 
Testauksen avulla voidaan löytää ohjelmasta virheitä, mutta sen virheettömyyttä on 
mahdotonta todistaa. Käytännössä mahdollisista tilanteista voidaan testata vain pieni osa. 
Testaukseen kannattaa silti panostaa, mutta ohjelmaan toimintaan ei saa luottaa liikaa. /3, s. 
284 - 285/ 
 
Tässä viitataan samalla ohjelmiston laatuun. Ohjelmiston laadulla voidaan ajatella 
tarkoitettavan tuotteen kykyä täyttää käyttäjänsä ―kohtuulliset‖ toiveet ja odotukset. Laatu 
on kuitenkin aina subjektiivinen käsite. /14/ 
 
Ohjelmistotestaus määritellään suunnitelmalliseksi virheiden etsimiseksi ohjelmaa tai sen 
osaa suorittamalla. Jos testaajana toimii ohjelman tekijä, tavoitteena on kuitenkin usein 
osoittaa ohjelman toimivuus. Huolellisesti suunniteltu pieni testitapausjoukko voi olla 
tehokkaampaa, kuin pidempikestoinen summittainen kokeilu. /3, s.282/ 
 
Testaamista suoritetaan, jotta varmistettaisiin ohjelmiston toiminta vaatimusten mukaisesti. 
Yleisesti ottaen tarkoituksena ei ole löytää jokaista virhettä, vaan paljastaa tilanteet, jotka 
voivat haitata loppukäyttäjää. /12/ 
 
 
3.2. Virheet 
Testauksen yhteydessä virheellä tarkoitetaan poikkeamaa spesifikaatiosta. Täten ilman 
spesifikaatiota on mahdotonta testata. Yleisesti testaamisessa käytettävät spesifikaatiot 
ovat toiminnallinen määrittely ja tekninen määrittely. Näiden pohjalta virheen määrittely 
on kuitenkin usein epäselvää. /3, s.285/ 
 
Virheen voi määritellä myös seuraavasti: ‖Ohjelmistovirhe määritellään poikkeamaksi 
ohjelmiston ulkoisesti havaittavan, mitatun tai lasketun toiminnon tai arvon ja oikean, 
määritetyn tai teoreettisesti oikean toiminnon tai arvon välillä.‖ /16/ 
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Virheen voi sanoa olevan mikä tahansa odotetusta poikkeava tila tai tapahtuma. Toisaalta 
ohjelma voi toimia täysin määrittelyn mukaisesti, mutta määrittely on virheellinen. Tästä 
johtuen ohjelmallinen testaaminen on vaikeaa. /4/  
 
Virheiden määrän arvioidaan olevan heti ohjelmoinnin jälkeen yksi virhe muutamalla 
kymmenellä ohjelmarivillä. Pitkään käytössä olleiden ohjelmien virhemääräksi arvioidaan 
yksi virhe tuhatta ohjelmariviä kohden. /3, s.285/ 
 
Virheiden määrä on arvioitu myös seuraavasti: 
 
 ammattiohjelmoija tuottaa ~1,2 virhettä / 200  riviä  
            ohjelmakoodia 
 uudessa 200000 rivin ohjelmatuotteessa on ~1200 virhettä 
 pitkäänkin käytössä olleissa ohjelmistoissa on noin 1 virhe /  
            1000 riviä koodia 
 yhden virheen poistamiseen kuluu noin12 henkilötyötuntia. /9/ 
 
 
 
3.3. Testaustasot 
Testaustasoja ovat vesiputousmallin mukaisesti moduulitestaus, integrointitestaus ja 
järjestelmätestaus (kuva 2). Järjestelmätestauksen jälkeen tehdään vielä mahdollisesti lähes 
samankaltainen hyväksymistestaus. Erona näillä on se, että hyväksymistestauksessa on 
paikalla myös asiakkaan edustaja. V-mallin alaosassa testaaminen on enemmän 
lasilaatikko-testausta (white box, glass box), ylöspäin mentäessä testaus muuttuu musta 
laatikko – testaamisen suuntaan. 
Lasilaatikko-testaus edellyttää tietoa siitä, miten ohjelmisto on suunniteltu. Musta laatikko 
-testaus edellyttää vain tietoa ohjelmiston syötteistä ja tulosteista. /8/ 
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Virheiden korjaaminen on sitä kalliimpaa, mitä ylemmällä askeleella v-mallissa ollaan 
menossa. Myöhäinen virheiden löytäminen aiheuttaa myös kustannuksia siten, että 
virheiden korjaaminen aiheuttaa usein uusia virheitä. Tätä varten joudutaan tekemään 
regressiotestausta. 
Regressiotestauksessa tarkistetaan, etteivät järjestelmään tehdyt muutokset ole rikkoneet 
aiempaa toiminnallisuutta. Tätä vaihetta voidaan helpottaa huomattavasti 
automatisoinnilla. /15/ 
Virheen havaitseminen ja korjaaminen ohjelman suunnitteluvaiheessa maksaa yhden 
rahayksikön, juuri ennen testausta noin 6, testauksen aikana 15 ja julkaisun jälkeen 60—
100 rahayksikköä. /6/ 
 
 
Kuva 2. Vesiputousmallin mukaiset testaustasot /19/ 
 
 
3.3.1. Moduulitestaus 
Moduulitestauksessa testataan yhtä moduulia, joka koostuu yleensä noin 100—1000 
ohjelmarivistä. Toimintaa verrataan yleensä määrittelydokumenttiin. Testaamisessa 
käytetään mahdollisesti apuna testipetejä (test bed), joilla simuloidaan ohjelmaa 
ympäröiviä osia. /3, s.287/ 
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3.3.2. Integrointitestaus 
Integrointitestauksessa yhdistellään moduuleita. Tästä vaiheessa painopiste on rajapintojen 
toimivuudessa. Myös näitä tuloksia verrataan yleensä tekniseen määrittelyyn. Tätä tehdään 
usein rinnan moduulitestauksen kanssa. /3, s.287/ 
 
3.3.3. Järjestelmätestaus 
Tämä osa testauksesta keskittyy koko järjestelmään ja tuloksia verrataan 
määrittelydokumentaatioon.  Testaajien tulisi olla mahdollisimman paljon kehitystyöstä 
riippumattomia. Tämän testauksen osana voi olla myös kuormitus-, luotettavuus-, asennus-
ja käytettävyystestit jne. Nämä ovat ei-toiminnallisia ominaisuuksia. /3, s.287/ 
 
 
3.3.4. Hyväksymistestaus 
Hyväksymistestaus on luonteeltaan lähes yksi yhteen systeemitestauksen kanssa. Ainoana 
ja merkittävänä poikkeuksena on, että hyväksymistestauksen suorittaa asiakas. Heille 
onkin varattava riittävästi aikaa hyväksymistestauksen läpivientiin. Jotta asiakas osaisi 
varata riittävät resurssit testaukselle, on hyväksymistestauksen ajankohta oltava jo 
ennakolta tiedossa. /10/ 
 
 
3.4. Testauksen määrä 
Riittävän testaamisen määrä on vaikea arvioida. Tuotekehitystyössä määrä on usein 
kompromissi vikojen aiheuttamien kustannusten ja markkinoilta myöhästymisen välillä. 
Testaamisen lopettamiselle olisi hyvä asettaa selkeät säännöt. Esimerkiksi löydettävien 
virheiden määrä. /3, s. 291/  
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Muutamia yleisiä kriteereitä testaamisen lopettamiselle ovat: 
 
 Kaikki korkean prioriteetin virheet on korjattu. 
 Virheitä löydetään liian harvakseltaan. 
 Testausbudjetti on lopussa. 
 Projektin kesto on täynnä. 
 Projektin riskit ovat hyväksyttävällä tasolla. /17/ 
 
3.5. Testauksen työkalut 
Testauksen automatisointiin käytettyjä työkaluja ovat mm. testipetigeneraattori, 
testitapausgeneraattori, vertailijat ja testikattavuustyökalut.  
 
Testipetigeneraattoria tarvitaan moduulitestausvaiheessa. Moduulia täytyy pystyä 
testaamaan itsenäisenä yksikkönä. Samalla se kuitenkin ottaa vastaan ja tarjoaa palveluita 
muille moduuleille. Näitä palveluita voidaan simuloida testipedeillä. Moduulin tuottamia 
palveluita kutsutaan testiajureilla ja muut tarvittavat moduulit korvataan tynkämoduuleilla. 
/11/ 
 
Testitapausten laatiminen on usein testausprosessin aikaa vievin osa. Useimmin niiden 
muodostaminen automaattisesti on mahdotonta.  Tämä on kuitenkin mahdollista, jos 
esimerkiksi monimutkainen käyttöliittymä on spesifioitu tilakaaviona. Tällöin testiaineisto 
ja tulosten tarkastelu voidaan automatisoida. /3, s. 294 – 295/ 
 
Vertailuohjelmilla voidaan verrata esim. tiedostojen ja kuvien avulla saatuja tuloksia 
odotettuihin. Ongelmia aiheuttavat muuttuvat tiedot, esim. aikatieto, voidaan jättää 
huomiotta. /18/ 
 
Testikattavuustyökaluilla mitataan testin kattavuutta. Samalla työkalulla voi mitata myös 
ohjelmarivien suorituskertoja ja prosessoriajan käyttöä. /3, s.295/ 
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3.6. Dokumentointi 
Testauksesta voi syntyä runsaasti dokumentaatiota. Ohjeessa ISO 9000-3 
testaussuunnitelma ja raportit suositellaan tehtäväksi sekä järjestelmä-, että 
integrointitestauksesta. Moduulitestaustasolla riittää laatukäsikirjan ohjeistus. 
Testaussuunnitelmasta selviää testien sisältö, aika ja odotetut tulokset. Löydetyt virheet 
olisi hyvä raportoida ja analysoida. Virheen tiedoista olisi hyvä käydä ilmi esimerkiksi 
virheen kuvaus, miten vakava virhe on, löytöaika jne. Suositeltavaa olisi käyttää 
testauspäiväkirjaa, josta tiedot on helppo myöhemmin tarkistaa. /3, s. 296 – 298/ 
 
 
 
 
 
 
 
 
 
 
Mettovaara Jani Opinnäytetyö  13 
4. VERSIONHALLINNAN YLLÄPITÄJÄN OHJE 
Versionhallinta on ohjelmistokehityksen ja testauksen yhteinen työkalu. Ohjelmistoista 
tehdään yleensä kahden viikon välein uusi julkaisu testausta varten. Versionhallinnasta 
löydetään myös samalla ohjelmistojen aikaisemmat versiot. Versionhallinnan ylläpitäjän 
tulee esimerkiksi osata luoda uusia repositoryjä ja lisätä uusia käyttäjiä. Subversion on 
ilmainen versionhallintaohjelma.  
 
4.1. YLLÄPITO 
Tämän käyttöohjeen on tarkoitus toimia versionhallinnan ylläpitäjän tukena. Ohjeessa on 
pyritty kuvaamaan mahdollisimman yksiselitteisesti tärkeimmät ylläpitäjän tehtävät. 
Kaikki ohjeet on pyritty tekemään graafista käyttöliittymää ajatellen. Oletuksena on, että 
Subversion on jo valmiiksi asennettuna. 
4.2. Versionhallinan käyttöönotto 
 
Esimerkiksi ensimmäisen AP -versionhallinan aloittaminen: 
Palvelimeen luotiin hakemisto /repos ja sinne alihakemistot Testaus, Ohjelmisto, 
Mekaniikka ja Dokumentointi. Näiden kansioiden alaisuuteen Subversion -versionhallinta 
repositoryt. 
Luotiin vastaavat käyttäjäryhmät Testaus, Ohjelmisto, Mekaniikka ja Dokumentointi. 
Testaus ryhmään lisäsimme käyttäjät: henkilö1,henkilö2,henkilö3. 
Ohjelmisto ryhmään lisäsimme käyttäjät: henkilö4, henkilö5, henkilö6. 
Jokaisella ryhmällä on täydet luku- ja kirjoitusoikeudet vastaavaan repository hakemistoon. 
Lisäksi Testaus-ryhmällä on lukuoikeus lukea Ohjemisto -hakemistoa. Loimme tämän 
erikoisoikeuden ajamalla seuraavan komennon Linux-komentorivillä: 
 setfacl  -R -m g:Testaus:rx /repos/Ohjelmisto 
 
 
Mettovaara Jani Opinnäytetyö  14 
4.2.1. Uuden repositoryn luominen: 
 
(Seuraavassa Repositoryllä tarkoitetaan luotavaa Subversion repositoryn nimeä…) 
1. Luodaan repository hakemisto: mkdir /repos/Repository 
2. Luodaan Subversion repository: svnadmin create /repos/Repository 
3. Luodaan käyttäjäryhmä: groupadd Repository 
4. Asetetaan repository hakemiston omistusoikeudet: chown -R :Repository 
/repos/Repository 
5. Asetetaan repository hakemistoon täydet käyttäjäoikeudet luodulle 
käyttäjäryhmälle: chmod -R g+wx /repos/Repository 
6. Poistetaan repository hakemistosta muiden käyttäjäryhmien oikeudet: chmod -R o-
rwx /repos/Repository 
7. Lisätään luotuun käyttäjäryhmään haluttu käyttäjä: usermod -aG Repository user 
 
Subversion clientilla repositoryyn pääsee käsiksi seuraavalla URL:lla 
svn+ssh://192.194.252.18/repos/Repository 
Mikäli tortoise ei ota yhteyttä versionhallintapalvelimelle, varmista, että  asetuksissa 
(Ohjelmat -> TortoiseSVN -> Settings ) kohdassa  Network, SSH Client on tyhjä. SSH 
Clientin puuttuessa koneelta kokonaan, kenttään voi  asettaa tortoisen oman SSH clientin 
TortoisePlink.exe:n joka löytyy tortoisen asennushakemistosta (bin alihakemisto). 
4.3. Pageant versiohallinnan salasanan muistamiseen 
 
Lataa aluksi  osoitteesta: 
http://www.chiark.greenend.org.uk/~sgtatham/putty/download.html 
 putty.exe 
 pageant.exe 
 puttygen.exe 
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1) Käynnistä puttygen.exe ja tee seuraavat valinnat (kuva 3): 
- Parameters: Type on key to generate: SSH-2 RSA 
- Number of bits in  a generated key: 1024 
- Paina Actions: Generate a public/private key pair: Generate  
 
 
 
Kuva 3. Putty Key Generator 
 
2) Luo salasana (Key passphrase) esimerkiksi osoitteessa 
http://www.pctools.com/guides/password/. Valitse salasanan pituudeksi vähintään 8 
merkkiä (kuva 4) 
- Password length: 8 
- Paina Generate Password(s) 
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Kuva 4. Secure Password Generator 
 
 
3) Talleta kohdassa ‖Password‖ (kuva 5) kerrottu salasana itselle esim. Notepad:iin 
(tarvitset sitä myöhemmin).  
 
Kuva 5. Salasana 
 
4) Kopioi salasana Putty Key Generator:iin kohtaan ‖Key passphrase‖ ja muuta kohtaan 
‖Key comment‖ oma nimesi ja valitse ‖Save Private Key‖ (kuva 6). 
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Kuva 6. Putty Key Generator 
 
 
5) Talleta se esim. työpöydälle (kuva 7). 
 
Kuva 7. Tallenna työpöydälle 
Älä sulje vielä PuTTY Key Generatoria. 
 
6) Kirjaudu ssh-palvelimelle (192.194.252.18)  PuTTYllä ja avaa tiedosto 
loota/home/autoprod/‖käyttäjän_nimi‖/.ssh/authorized_keys (luo tiedosto 
tarvittaessa, katso kohta 5.1) (kuva 8). 
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     Kopio sinne PuTTYGen:istä  ―Public key for…‖ (kuva 9). Public key pitää kopioida     
     kokonaisuudessaan ja sen pitää olla yhdellä rivillä. 
 
 
            Kuva 8. SSH Putty 
 
 
            Kuva 9. Public Key 
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4.4. Kansion ja tiedoston luominen 
Seuraavaksi ohjeessa neuvotaan tarvittavien hakemistojen ja tiedostojen luominen 
versionhallintaan. 
 
/home/autoprod/‖käyttäjän_nimi‖/mkdir  /.ssh 
/home/autoprod/‖käyttäjän_nimi‖/ chmod 700  /.ssh 
 
Muista muuttaa hakemistojen omistaja: 
chown ―etunimi.sukunimi‖ .ssh 
chown ―etunimi.sukunimi‖ authorized_keys 
 
--/home/autoprod/‖käyttäjän_nimi‖/cat ~/id_rsa.pub >>  /.ssh/authorized_keys 
/home/autoprod/‖käyttäjän_nimi‖/mv  id_rsa.pub   .ssh/authorized_keys 
/home/autoprod/‖käyttäjän_nimi‖/chmod 600 ~/.ssh/authorized_keys 
/home/autoprod/‖käyttäjän_nimi‖/rm ~/id_rsa.pub 
 
Oikeuksien pitäisi näyttää nyt tältä: 
-rw------- 1 ―käyttäjän nimi‖ ―käyttäjän nimi‖ 460 Nov 13 08:27 authorized_keys 
 
1) Avaa hiiren oikealla napilla pikakuvakkeesta Pageant: Ominaisuudet (kuva 10). 
 Lisää tähän kohdassa 5 tallentamasi ’Private keyn’ osoite, esim.  
"C:\Program Files\PuTTY\pageant.exe" "C:\Users\Autoprod\Desktop\jani.mettovaara.ppk" 
ja valitse OK. 
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Kuva 10. Pageant 
2) Käynnistä Pageant ja syötä kohdassa 3 tallentamasi salasana (kuva 11). 
 
            Kuva 11. Pageant password 
 
 
3) Avaa Pageant systrayn kuvakkeesta (kuva 12). 
 
            Kuva 12. Systray 
 
4) Avaimesi näkyy nyt listalla avattuna (kuva 13). 
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            Kuva 13. Pageant key list 
Nyt esim. TortoiseSVN käyttö onnistuu ilman jatkuvaa salasanan kyselemistä. 
 
Linkki lisäohjeisiin: 
 
Using public keys for SSH authentication 
http://the.earth.li/~sgtatham/putty/0.60/htmldoc/Chapter8.html#pubkey 
 
4.5. Varmuuskopion tekeminen 
 
Ota selaimella yhteys osoitteeseen 192.194.252.18:10000/ 
Webmin => System => Scheduled Cron Jobs => /bin/Subversion_backup 
Kopio joka yö klo 03:01 kansion ‖/repos/ap1_sw‖ kansioon 
‖dokumentointi2/Subversion_backup‖. Kopioita säilytetään edelliseltä 7 päivältä. 
Vanhemmat tuhotaan. 
‖Dokumentointi2‖ levystä otetaan joka yö varmuuskopio . 
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4.6. Varmuuskopion käyttöönottaminen 
 
Jos Subversion on edelleen toiminnassa. Korvaa hakemiston /repos/ap1_sw/ tiedostot 
varmuuskopion tiedostoilla. 
- repos/ap1_sw 
o conf 
o db 
o format 
o hooks 
o locks 
o README.txt 
o tags 
 
Jos koko ohjelmisto pitää asentaa uudelleen, toimi seuraavasti: 
 
- Lataa VMWare Virtual Machine: Subversion 1.6.6 (openSUSE 11.1) osoitteesta 
http://bitnami.org/files/stacks/subversion/1.6.6-0/bitnami-subversion-1.6.6-0-opensuse-
11.1.zip 
 
- Lataa VMWare Player osoitteesta 
http://downloads.vmware.com/d/info/desktop_downloads/vmware_player/3_0 
 
- Käynnistä VMWare player, käynnistä Subversion Virtual Machine 
 
- Asenna Samba, jotta voit siirtää varmuuskopion virtuaalikoneelle: 
 $ zypper install samba samba-client yast2-samba* 
 
- Enabloi sshd, jottai saat tarvittaessa Putty:llä yhteyden: 
 $ sudo chkconfig sshd on 
$ sudo /etc/init.d/sshd start 
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- Asenna Pico tekstieditori, koska Vi on aivan surkea: 
 $ zypper install pico 
 
- Luodaan jaettu hakemisto esim. "mkdir /home/Share" ja määritellään kirjoitusoikeudet 
ko. jakoon: 
‖chmod -R 777 /home/Share‖  
(HUOM tämä antaa kaikille käyttäjille täydet oikeudet       luodun 
hakemiston sisältöön!!!) 
 
 
 
1. Määritetään /etc/samba/smb.conf tiedostoon jaetun verkkoresurssin ominaisuudet: 
[VMShare] 
comment = VMShare 
path = /opt/bitnami/repository 
read only = no 
guest ok = yes 
writable = yes 
browseable = no 
create mask = 0700 
directory mask = 0700 
*Hakasulkujen sisälle annettu nimi (VMShare) on nimi jolla jaettu hakemisto 
näkyy verkossa muille koneille. 
*comment -kenttä voi sisältää kuvauksen jaosta 
*path -kenttä sisältää paikallisen polun jaettuun hakemistooncd  
 
Lisäksi saman tiedoston [Global] otsikon alle on määriteltävä 
usershare allow guests = share (korvattava aiempi arvo jos on annettu). 
HUOM! Tämä toimenpide asettaa KAIKKI ko. käyttöjärjestelmän verkkojaot 
julkisiksi ja suojaamattomiksi, joten on oltava tarkkana mitä tiedostoja 
tullaan jakamaan yleensäkään palvelimella!!! 
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2. Seuraavaksi Samba -palvelinohjelma on käynnistettävä uudelleen komennoilla  
"perl /etc/init.d/smb stop" 
"perl /etc/init.d/smb start" 
 
3. Tämän jälkeen verkkojako on liitettävissä verkkolevyksi verkon muilta koneilta 
osoitteesta \\(palvelimen ip osoite lähiverkossa)\VMShare 
 
- Korvaa hakemiston /opt/bitnami/repository/ tiedostot varmuuskopion tiedostoilla. 
o conf 
o db 
o format 
o hooks 
o locks 
o README.txt 
o tags 
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5. VERSIONHALLINNAN KÄYTTÄJÄN OHJEET 
Versiohallinnan käyttäjän ohjeiden tärkein sisältö liittyy tiedostojen lisäämiseen 
tietokantaan, sekä uusien tiedostojen hakemiseen sieltä. Näihin tilanteisiin liittyen 
käyttäjän täytyy myös osata ratkaista erilaiset konfliktitilanteet. Näitä tilanteita syntyy 
esimerkiksi silloin, kun useat käyttäjät ovat muokanneet samoja tiedostoja yhtä aikaa. 
 
5.1. Graafinen käyttöliittymä 
 
Lataa osoitteesta http://tortoisesvn.tigris.org/ TortoiseSVN:n uusin versio ja asenna se 
työasemallesi. TortoiseSVN toimii Windows Explorerissa graafisena käyttöliittymänä 
Subversionille. Valikon saat näkyviin hiiren oikealla napilla (kuva 14). Salasanaa varten 
sinulla on hyvä olla Pageant asennettuna ja käynnissä. (Lisätietoja: ‖Subversion - 
Ylläpitäjän ohje‖) 
  
Kuva 14. Valikko 
5.2. Uusien tiedostojen/ kansioiden lisääminen versionhallintaan 
 
Valitse hiiren oikean napin avulla valikosta ’TorsoiseSVN: Repo-browser’ (kuva 15). 
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Kuva 15. Repo-browser 
 
Kirjoita URL-kohtaan (kuva 16) oman alasi hakemisto johon sinulla on käyttöoikeus. 
Esimerkiksi 
’svn+ssh://etunimi.sukunimi@192.194.252.18/repos/ap1_sw’ tai 
’svn+ssh://etunimi.sukunimi@192.194.252.18/repos/Robotti’ ja paina OK. 
 
 
Kuva 16. Hakemiston URL 
Avaa valikko hiiren oikealla napilla ja valitse ’Add file’ tai ’Add folder’ (kuva 17). 
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Kuva 17. ‘Add file’,  ‘Add folder’ 
 
Valitse haluamasi tiedostot ja täytä ’Enter log message’ (kuva18), jossa kerrot lyhyesti 
mitä muutoksia olet tiedostoihin tehnyt. Paina sitten OK. 
 
 
Kuva 18. Log message 
 
Tämän jälkeen näet Repo-browserissa lisäämäsi tiedostot. Vasemalla näet hakemiston ja 
oikealla tiedoston nimen (kuva 19). Lopuksi paina OK. 
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Kuva 19. Lisätyt tiedostot 
 
5.3. Tiedostojen hakeminen versionhallinnasta.  
 
Mene työasemasi resurssienhallinnassa kansioon johon haluat ottaa tiedostoja 
repositorysta. Valitse ’SVN Checkout’ (kuva 20). 
 
Kuva 20. SVN Checkout 
Valitse minkä tiedoston/kansion haluat siirtää työasemallesi kohdassa ’URL of repository’ 
ja työasemaltasi kansio johon tiedostot ladataan kohdassa ’Checkout directory’. Valitse 
’Checkout Depth: Fully recursive’ ja paina OK (kuva 21). 
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Kuva 21. Checkout 
 
Saat ilmoituksen siitä, onnistuiko siirtäminen. ‖Added‖ kertoo haetun tiedoston nimen. 
Onnistuneen siirron jälkeen viimeisellä rivillä lukee ‖Completed‖ ja ‖At Revision‖ kertoo 
mihin version olet siirtänyt (kuva 22). 
 
 
Kuva 22. Onnistunut siirto 
 
Näet resurssienhallinnassa kansion ja tiedoston kohdalla värillisen symbolin merkkinä 
siitä, että tiedosto on liitetty versionhallintaan (kuva 23). Väri vaihtelee sen mukaan, onko 
tiedostoa muokattu yms. Punainen symboli kertoo, että tiedosto ei ole ajan tasalla. Vihreä 
symboli kertoo, että tiedosto on ajan tasalla. 
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Kuva 23. Värillinen symboli 
 
5.4. Muutosten siirtäminen versionhallintaan. 
 
Minimoidaksesi konfliktien määrän päivitä oma työkopiosi (working copy) aina, ennen 
kuin alat muokkaamaan sitä. Päivittäminen tapahtuu valitsemalla hiiren oikealla napilla 
päivitettävä tiedosto/ kansio ja valitsemalla ’SVN Update’ (kuva 24). 
 
 
Kuva 24. SVN Update 
 
Kun muokkaaminen on valmis, valitse vielä kerran ’SVN Update’. Tällöin saat 
ilmoituksen mahdollisista konflikteista työkopiosi ja repositoryn tiedoston välillä. Katso 
niiden ratkaisemiseen tämän ohjeen kohdasta 3. Kun mahdolliset konfliktit on ratkaistu, 
valitse ‖SVN Commit‖ (kuva 25). 
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Kuva 25. SVN Commit 
 
Kommentoi vielä tekemäsi muutokset ja valitse OK (kuva 26). 
 
 
Kuva 26. Kommentoi muutokset   
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6. TIEDOSTOJEN YHDISTÄMINEN 
Usein samaa ohjelmakoodia muokkaavat useat työntekijät samaan aikaan. Tästä johtuen 
versionhallintaa käytettäessä on tärkeää osata yhdistää muutokset yhteiseen tiedostoon 
versionhallinnassa. Ohessa neuvotaan tärkeimmät toiminnot. 
 
6.1. Muokattava tiedosto 
 
Ohjeen esimerkkitapauksessa tiedostosta testi.txt (kuva 27) on otetta samalle tietokoneella 
kaksi työkopiota omiin hakemistoihin.  
 
 
Kuva 27. Tiedosto versionhallinnassa 
 
Hakemistoon ‖Käyttäjä 1‖ otetaan ensimmäinen työkopio (kuva 28) ja hakemistoon 
‖Käyttäjä 2‖ otetaan toinen työkopio (kuva 29). 
 
Kuva 28. Työkopio 1 
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Kuva 29. Työkopio 2 
 
6.2. Tiedostojen muuttaminen. 
Seuraavassa kuvataan yksinkertaisten esimerkkien avulla erilaisten muutosten aiheuttamia 
ongelmia ja niiden ratkaisuja. 
 
6.2.1. Päällekkäiset muutokset, jotka aiheuttavat konfliktin. 
Alussa molemmilla on samanlainen tiedosto (kuva 30), joka on haettu versionhallinnasta. 
Molemmat muokkaavat työkopionsa ensimmäistä riviä yhtä aikaa (kuva 31 ja kuva 32). 
Tästä aiheutuu konflikti. 
 
 
Kuva 30. Tiedoston lähtötilanne.  
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Kuva 31. Käyttäjän 1 muutokset 
 
 
Kuva 32. Käyttäjän 2 muutokset 
 
Muutokset tehtyään käyttäjät tallentavat tiedoston ja siirtävät sen versionhallintaan (kuva 
33). 
 
Kuva 33. Käyttäjä 1 tallentaa muutokset omalle koneelle. 
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Siirtäminen tapahtuu valitsemalla ‖SVN Commit‖ (kuva 34). 
 
 
Kuva 34. Käyttäjä 1:n muutokset versionhallintaan.          
 
Tämän jälkeen tehdyt muutokset kommentoidaan ja valitaan OK (kuva 35). 
 
 
Kuva 35. Käyttäjä 1 kommentoi muutokset. 
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Onnistuneen siirron jälkeen viimeisellä rivillä lukee ‖Completed‖ ja ‖At Revision‖ kertoo 
mikä on siirtämäsi version numero (kuva 36). 
 
 
Kuva 36. Uusin versio tiedostosta on nyt revision 182. 
 
Samaan aikaan käyttäjä 2 tekee omia muutoksiaan omaan työkopioonsa. Tämän jälkeen 
hän tallentaa muutokset (kuva 37).  
 
Kuva 37. Käyttäjä 2 tallentaa muutokset omalle koneelle. 
 
Seuraavaksi hän yrittää siirtää tiedoston versionhallintaan komennolla ‖SVN Commit‖ 
(kuva 38) ja kommentoida muutokset (kuva 39).    
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Kuva 38. Käyttäjä 2 siirtää muutokset versionhallintaan. 
 
 
Kuva 39. Käyttäjän 2 muutosten kommentointi 
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Tässä vaiheessa versionhallinta ilmoittaa: 
- Error, Commit failed. 
- File is out of date. 
- You have to update you working copy first. 
 
Ilmoitus (kuva 40) johtuu siitä, että Käyttäjän 2 työkopio ei ole sama kuin 
versionhallinnassa, vaan se on vanhempi. 
 
 
Kuva 40. Käyttäjän 2 työkopio ei ole ajan tasalla. 
 
Käyttäjän 2 tulee päivittää oma työkopionsa komennolla ‖SVN Update‖ (kuva 41). 
 
 
Kuva 41. Käyttäjä 2 päivittää tiedoston versionhallinnasta. 
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Päivittämisen jälkeen Käyttäjä 2 saa tiedon, että tiedostoissa on eroavuuksia (kuva 42).   
 
 
Kuva 42. Tiedostoissa on konflikti. 
 
Käyttäjän 2 pitää valita komento ‖TortoiseSVN: Edit conflicts‖ (kuva 43). 
 
 
Kuva 43. Edit Conflicts. 
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Tämän jälkeen avautuu TortoiseMerge –näkymä (kuva 44). Käyttäjä näkee vierekkäisissä 
ikkunoissa kaksi tiedostoa. Oikealla oman ja vasemalla versionhallinnan tiedostot. 
Ristiriidassa olevat kohdat on merkitty punaisella värillä. Käyttäjän tulee valita hiiren 
oikealla napilla tapa, jolla hän haluaa ristiriidan korjata. 
 
 
Kuva 44. TortoiseMerge näyttää kohdan jossa on konflikti. 
 
Käyttäjä voi valita seuraavat toiminnot: 
- Use this text block: käyttäjä säilyttää vain omat muutoksensa. 
- Use this whole file: käyttäjä säilyttää vain omat muutoksensa. 
- Use text block from ’mine’ before ’theirs’: käyttäjä säilyttää tiedostossa ensin omat 
ja perään toisen muutokset. 
- Use text block from ’theirs’ before ’mine’: käyttäjä säilyttää tiedostossa ensin 
toisen ja sitten omat muutokset. 
 
Käyttäjä valitsee viimeisen vaihtoehdon (kuva 45). 
 
Kuva 45. Konfliktin korjaaminen. 
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Lopullinen versio tiedostosta näkyy nyt alimmassa ikkunassa (kuva 46). Tiedostossa ensin 
Käyttäjän 1 ja sitten käyttäjän 2 muutokset. 
 
 
Kuva 46. Korjauksen valmiina. 
 
Käyttäjä tallentaa tämän jälkeen muutokset omaan työkopioonsa (kuva 47). 
 
 
Kuva 47. Muutosten tallentaminen omalle koneelle. 
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Seuraavaksi konfliktin korjaamisesta ilmoitetaan komennolla ‖TortoiseSVN: Resolved‖ 
(kuva 48). 
 
 
Kuva 48. Konflikti on korjattu. 
 
Valitaan rastittamalla korjattu tiedosto ja painetaan OK (kuva 49). 
 
 
Kuva 49. Konfliktin korjauksen kuittaaminen 
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Käyttäjä saa ilmoituksen virheen korjaamisen onnistumisesta ilmoituksella ‖Resolved‖ ja 
tiedoston nimi (kuva 50). 
 
 
Kuva 50. Versionhallinta ilmoittaa korjauksen onnistuneen. 
 
Tämän jälkeen työkopio, johon korjaus tehtiin, tulee siirtää versionhallintaan muiden 
saataville komennolla ‖SVN Commit‖ (kuva 51). 
 
 
Kuva 51. Korjattu versio siirretään versionhallintaan. 
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Nyt versionhallinnassa on tiedosto (kuva 52), johon molempien käyttäjien muutokset on 
yhdistetty. 
 
 
Kuva 52. Versionhallinnassa ja käyttäjällä on yhdistetty versio. 
 
Käyttäjä hakee vielä tiedoston versionhallinnasta ja tarkistaa, että tiedostojen yhdistäminen 
tehtiin oikein (kuva 53). 
  
 
Kuva 53. Yhdistetty tiedosto versionhallinnasta 
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6.2.2. Muutokset eri kohdissa, automaattinen yhdistäminen. 
 
Seuraavana esimerkissä käyttäjät muokkaavat työkopioitaan yhtä aikaa, mutta tekevät 
muutokset eri kohtiin tiedostoa. Versionhallinta osaa yhdistää nämä muutokset 
automaattisesti. 
 
Käyttäjä 1 tekee aluksi omat muutoksensa tiedostoon riville 1 (kuva 54). 
 
Kuva 54. Käyttäjä 1 tekee muutoksen. 
 
Tämän jälkeen hän siirtää muutokset versionhallintaan komennolla ‖SVN Commit‖ (kuva 
55). 
 
 
Kuva 55. Muutokset versionhallintaan 
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Samaan aikaan käyttäjä 2 tekee omat muutoksena tiedostoon riville 4 (kuva 56). 
 
 
Kuva 56. Käyttäjän 2 muutokset. 
 
Tämän jälkeen hän päivittää oman työkopionsa versionhallinnasta komennolla ‖SVN 
Update‖. 
 
 
Kuva 57. Käyttäjä 2 valitsee SVN Update. 
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Nyt käyttäjän 2 työkopioon on yhdistetty hänen omat muutokset ja käyttäjän 1 muutokset 
versionhallinnasta (kuva 58). 
 
 
Kuva 58. Muutokset yhdistetty onnistuneesti. 
 
Käyttäjän 1 pitää vielä siirtää yhdistetty versionsa versionhallintaan muiden käytettäväksi 
komennolla ‖SVN Commit‖ (kuva 59). 
 
 
Kuva 59. Yhdistetty tiedosto pitää siirtää vielä erikseen versionhallintaan. 
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Yhdistetty versio tiedostosta on nyt versionhallinnassa kaikkien saatavilla (kuva 60). 
 
 
Kuva 60. Yhdistetty versio versionhallinnassa. 
 
Muiden käyttäjien pitää tämän jälkeen jälleen päivittää omat työkopionsa, jotta kaikilla on 
samat versiot tiedostosta (kuva 61). 
 
 
Kuva 61. Käyttäjän 1 hakee päivitetyn version itselleen. 
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7. TAGIT VERSIONHALLINNASSA 
 
Versionhallinnassa on mahdollista luoda tageja, ‖muistilappuja‖. Niillä voidaan merkata 
jokin kohta ohjelmisto kehityksessä, esim. uusi release. Tagin avulla on helppo palata 
ohjelmistossa aikaisempaan tilanteeseen. Tag on ‖pysäytyskuva‖ ohjelmistokehityksen 
tietystä vaiheesta. 
 
Luodaksesi tagin valitse ensin resurssienhallinnassa kansio tai tiedosto, josta haluat luoda 
tagin. Avaa hiiren oikealla napilla TortoiseSVN: Branch/tag (kuva 62). 
 
 
Kuva 62. Branch/tag 
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Kuva 63. Tag 
 
Avautuvassa näkymässä (kuva 63) on seuraavat kohdat: 
 From WC at URL 
o Kertoo mistä hakemistosta versionhallinnassa olet tekemässä tagiä. 
Muodostuu sen mukaan, minkä hakemston/ tiedoston valitsit kohdan 4.1 
alussa, et voi muuttaa sitä. 
 To URL 
o Kertoo mihin tagi luodaan. Kuvan tilanteessa tageille on luotu oma 
hakemisto /repos/ap1_sw/AP Sofrtware Tags/‖Tagin nimi‖.‖Nimeä tagit 
niin, että nimen perusteella on helppo myöhemmin valita haluttu tilanne. 
Versionhallinta luo hakemistoon sen nimisen kansion. Et voi käyttää jo 
olemassa olevan kansion nimeä. 
 Create copy in the repository from 
o HEAD revision in the repository 
 Luo tagin uusimpaan versioon 
o Specific revision in repository 
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 Luo tagin tiettyyn versionumeroon  
o Working copy 
 Luo tagin työkopioon 
 Log message 
o Tässä voi lyhyesti kertoa mitä ja miksi tagitat 
Saat ilmoituksen tagin luomisesta versionhallintaan (kuva 64). 
 
 
Kuva 64. Completed 
 
Repo-browserissa (Right-click => TortoiseSVN => Repo-browser) näet luomasi tagin 
(kuva 65). 
 
 
Kuva 65. Uusi tag 
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8. REVISIONIN/ TAGIN KÄYTTÖÖNOTTO 
 
Voit ottaa työasemallesi työkopioksi jonkin tietyn version tai tagin versionhallinnasta. 
Näin voit palata ohjelmiston kehityksessä johonkin tiettyyn tilanteeseen. 
8.1.  Tietyn version käyttöönotto versionhallinnasta 
 
Valitse työasemaltasi tiedosto/kansio, jonka aikaisempaan tilanteeseen haluat palata. 
Valitse TortoiseSVN => Update to revision (kuva 66). 
 
 
Kuva 66. Update to revision 
 
Sinulle avautuu valikko ‖Update‖ (kuva 67). 
 
 
Kuva 67. Update 
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Voit valita seuraavia asioita: 
 Revision 
o HEAD revision: Otat käyttöösi uusimman revisionin. 
o Revision: Voit valita tietyn revision numeron. 
o Show log: Saat näkyviin revision historian, josta voit valita haluamasi. 
Valittuasi OK näet ilmoituksen siirtymisen onnistumisesta (kuva 68). 
 
 
Kuva 68. Completed 
 
8.2. Tietyn tagin käyttöönotto versionhallinnasta 
 
Valitse työasemaltasi tiedosto/kansio jonka tagiin haluat palata. Valitse TortoiseSVN => 
Switch (kuva 69). 
 
Kuva 69. Switch 
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Sinulle avautuu valikko ―Switch To Branch/Tag‖ (kuva 70). 
 
 
Kuva 70. Switch to 
 
Voit valita seuraavia asioita: 
 Switch 
o To URL: Osoite jossa haluamasi tag sijaitsee. 
o Revision 
 HEAD revision: Otat käyttöösi uusimman revisionin. 
 Revision: Voit valita tietyn revision numeron. 
 Show log: Saat näkyviin revision-historian, josta voit valita 
haluamasi. 
 
Valittuasi OK näet ilmoituksen siirtymisen onnistumisesta (kuva 71). 
 
 
Kuva 71. Switch finished 
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9. YHTEENVETO 
Nykyisen tuotteen useita vuosi kestänyt kehitysprojekti on viety läpi hyvin suppealla 
henkilökunnalla. Projektissa on ollut viime vuodet mukana kaksi varsinaista testaajaa. 
Lisäksi eri osa-alueiden toteuttajat ovat osallistuneet myös testaamiseen. Projektin 
nykyisen laajuuden vuoksi, sekä asiakastoimitusten vuoksi sekä testaajien määrää, että 
toimintatapoja joudutaan jatkossa kehittämään.  
 
Työni tärkeimpänä ja laajimpana testaustoiminnan kehitysaskeleena tein yksinkertaiset 
käyttöohjeet versionhallinnan ylläpitäjälle ja käyttäjälle. Lisäksi päivitin virhetietokannan 
ylläpitäjän ohjeet yhdessä työtoverini kanssa. Kaikki ohjeet pyrittiin tekemään siitä 
lähtökohdasta, että ohjelmien käyttäjät eivät ole välttämättä kokeneita tietokoneiden 
käyttäjiä. Kaikki toiminnot pyrittiin tekemään graafisilla käyttöliittymillä, mahdollisimman 
yksinkertaisesti ja yksiselitteisesti. Näiden ohjeiden on tarkoitus helpottaa uusien testaajien 
työhön perehdyttämistä. 
 
Jatkossa toimintaa voisi kehittää useilla pienillä parannuksilla. Ohjelmistojen 
työasematestausta tehtiin määrätyssä vaiheessa projektia hyvin runsaasti. Testausta 
kuitenkin vähennettiin, kun saavutettiin riittävä maturiteetti. Vähentämiseen vaikutti myös 
osaltaan henkilöstöresurssien kohdentaminen muihin tehtäviin. Ohjelmistokehityksessä 
ollaan pitkään oltu tilanteessa, jossa tehdyt muutokset ovat pieniä ja niiden toimivuus 
testataan suoraan moduulitestauksessa. Tämä mahdollistaa nopean ohjelmiston 
kehitystyön, mutta samalla tämä hidastaa moduuli- ja integrointitestausta. Jatkossa tulisi 
työasematestauksessa olla vähintään yksi täysipäiväinen testaaja. 
 
Integrointitestauksessa ongelmana on ollut vaikeasti paikallistettavat tiedonsiirrossa 
tapahtuvat häiriöt. Siirrettävä tieto on mahdollista tarkistaa erikseen pc:llä, automaatiolla ja 
robotilla, mutta niistä ei ole saatavilla helposti tarkisteltavaa yhdistettyä lokia. Vian 
etsintää helpottaisi huomattavasti yhtenäinen lokitiedosto, josta voisi tarkistaa missä kohtaa 
tuotantoketjua tiedonsiirtovirhe syntyy. 
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Testausvaiheessa oletetaan, että testattavat mekaaniset ratkaisut ovat vaatimusten mukaisia. 
Täten mahdollisten virhetoimintojen syytä aletaan siis etsiä ohjelmiston, automaation ja 
robotin toiminnasta. Jatkossa tulisi ottaa käyttöön systemaattinen laadunvalvonta 
koskemaan kaikkea valmistettavaa mekaniikkaa. Tästä vastuullinen henkilö suorittaa 
tarkistusmittaukset kaikille vastaanottamilleen komponenteille. Kun komponentit todetaan 
vaatimusten mukaiseksi, ne siirretään lopulliseen kokoonpanoon. Laadunvalvonta tulee 
olla selkeästi jonkun henkilön vastuulla. Kaikki tulokset tulee dokumentoida huolellisesti, 
jotta niihin voidaan myöhemmin mahdollisissa ongelmatilanteissa palata. 
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