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ВСТУП 
Поява комп'ютерних мереж змінило стиль та методи сучасного 
програмування. Сучасні програми створюються так, щоб їх можна бу-
ло виконувати на будь-якій платформі та швидко змінювати під конк-
ретні вимоги замовника. Для досягнення цього були створені, так звані 
керовані мови програмування, до яких відносяться мова програмуван-
ня Java та група мов, що поєднані використанням платформи .Net. Ці 
мови поєднує двостадійна компіляція: спочатку в тимчасовій байт-код, 
а потім – до машинного коду платформи, на якій виконується програ-
ма, за рахунок цього забезпечується кросплатформеність.  
Програми, які написані на мові програмування Java, можуть вико-
нуватися на переважній більшості сучасних комп'ютерів та пристроїв, 
що переносяться, тому знання цієї мови дозволяє вирішувати велику 
кількість практичних задач. Але сама мова програмування не є дуже 
простою. У Java суттєво змінено модель об'єктно-орієнтованого про-
грамування, що викликає певні складності при переході з мови про-
грамування С++.  
Методичні вказівки містять опис принципів побудови мови про-
грамування Java, головні відмінності між мовами С++ та Java, а також 
опис найбільш популярного інтегрованого середовища розробки 
Eclipse. Завдання на лабораторну роботу є наближеним до практики та 
відображає частину циклу розробки прикладного застосування. 
Метою роботи є ознайомлення з середовищем розробки Eclipse та 
створення програми, що реалізує контейнер об'єктів. 
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1. ОСНОВИ ПРОГРАМУВАННЯ МОВОЮ JAVA. 
1.1. Структура програми 
Програма, яка написана мовою Java, складається з одного або бі-
льше класів. Класи розміщуються у файлах вихідного коду програми з 
наступною структурою:  
1) один оператор, який визначає назву пакету, до якого відносить-
ся даний файл:  
  package ім’я_пакету; 
2) оператори, які визначають пакети і класи, що підключаються: 
  import ім’я_пакету.*; 
або 
  import повне_ім’я_классу; 
3) один оператор, що задає відкритий клас (оголошений з модифі-
катором public). Ім'я файлу, що зберігає відкритий клас, має співпадати 
з іменем відкритого класу. 
4) декілька операторів, що визначають закриті класи. 
 
Файли вихідного тексту можуть бути поєднані у пакети.  
При створенні класів треба пам'ятати ще одну особливість Java – 
тіло функції має бути записаним безпосередньо за її заголовком. За 
допомогою цього виключається можливість помилкового написання 
заголовка функції без її реалізації. 
1.2. Синтаксис мови 
Коментарі  в Java задаються як і в С++. Тобто, коментар до кін-
ця рядка задається двома символами «//».  
а = 0; // змінна а має бути рівною нулю 
Коментар, що охоплює кілька рядків, починається із символів «/*» 
і закінчується символами «*/».  
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/* 
А це великий коментар на кілька рядків 
Рядок 1 
Рядок 2 
*/ 
Крім цих двох форм завдання коментарів в Java може застосову-
ватися ще один вид коментарів. Він використовується при роботі про-
грами документування javadoc для автоматичного створення докумен-
тації по інтерфейсах класів. Угода по його використанню така: перед 
класом, змінної або функцією, що документується, розміщується коме-
нтар, що починається із символів «/**». Після цих символів іде опис 
елемента за допомогою атрибутів, назви яких починаються із символу 
«@». Закривається такий коментар також як і звичайний - «*/». 
/** 
У цього методу два параметри: 
@param key - це ім’я параметра. 
@param value - це значення параметра. 
@see java.util.Properties. 
@version 1.2 
*/ 
void put (String key, Object value) {} 
Ідентифікатори . Як ідентифікатори можна використовувати 
будь-яку послідовність великих і малих латинських букв, цифр, симво-
лів «_» і «$». Ідентифікатори не повинні починатися із цифр, щоб ком-
пілятор міг відрізнити їх від числових констант. 
Java – мова чутлива до регістра букв. У ній ідентифікатори, на-
брані великими і малими буквами, будуть двома різними ідентифікато-
рами. 
Змінні . Змінна задається в наступним чином: 
Тип змінна[ = значення1][, змінна2 [=значення2]…]; 
В якості типу може бути використаний як один з вбудованих ти-
пів Java, так і один із класів або інтерфейсів.  
Якщо для змінної не зазначене початкове значення, то змінній бу-
де присвоєний нуль (для простих типів даних) або покажчик зі значен-
ням nul l  (для змінних об'єктного типу) . 
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1.3. Прості типи даних 
У мові Java існує чотири цілочисельних типів: byte, short, int і 
long. Всі цілочисельні типи використовуються для подання знакових 
цілих чисел. Типи, що визначають беззнакові цілі числа в Java відсутні. 
Характеристики типів наведені у табл. 1.1. 
Таблиця 1.1 – Характеристики цілочисельних типів 
Назва Розмір, 
байтів 
Діапазон значень 
byte 1 -128…127 
short 2 -32768…32767 
int 4 -2147483648…2147483647 
long 8 -9223372036854775808...9223372036854775807 
 
Цілочисельні константи за замовчуванням мають тип int. Для за-
дання констант, що мають тип long, після константи треба додати бук-
ву L. Для того, щоб задати константу в шістнадцятирічному вигляді, 
перед нею треба поставити символи «0х» або «0Х». 
Приклади: 1234, -1234, 0х1234, 0Х1234, 0х1234567890АВ. 
Для подання дійсних чисел використовуються два типи – float і 
double, характеристики яких наведені в табл. 1.2: 
Таблиця 1.2 – Характеристики дійсних типів 
Назва Розмір, 
байтів 
Діапазон значень 
float 4 3.4е-038.. 3.4е+038 
double 8 1.7е-308.. 1.7е+308 
 
При роботі з дійсними числами за замовчуванням використову-
ється тип double. Його мають всі дійсні константи та його повертають 
всі функції.  
За замовчуванням константи чисел із плаваючою крапкою мають 
тип double. Якщо треба уточнити тип, можна після константи постави-
ти букву f, F або в d, D. 
Приклади: 2.0, .1234, -4.55, +0.44, 15е+10, 67.33Е-20, 55,77f. 
Логічний тип визначається ключовим словом boolean.  
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Для задання логічних констант використовуються ключові слова 
true і false. Логічний тип в Java неможна привести до чисельних типів. 
Символьний тип визначається ключовим словом char. Символи в 
Java зберігаються в стандарті UNICODE, який відводить на кожний 
символ по два байти.  
Керівні послідовності символів є такими ж як у мові С++.  
Символьні константи задаються в одинарних лапках. 
Можливості автоматичного приведення типів, які широко викори-
стовуються в С+, в Java істотно обмежені. Автоматичне приведення 
типів допускається тільки в тому випадку, якщо результат виразу при-
власнюється змінній з більшою розрядністю. Наприклад, змінній типу 
int привласнюється вираз типу short або byte. Якщо ж розрядність 
змінної, в яку записується результат виразу, менше розрядності виразу, 
– компілятор видає помилку. 
Явне приведення типів здійснюється аналогічно мові С++: перед 
виразом у круглих дужках задається тип, до якого вираз приводиться. 
В арифметичних виразах тип результату підвищується до най-
більш «вмістовного» з типів змінних і констант, що входять до складу 
виразу. При множенні тип операндів автоматично підвищується до int. 
Тому наступний приклад видасть помилку: 
byte a=24, b=5, c; 
c = a*b;  // Помилка компіляції 
Правильно треба записати так: 
byte a=24, b=5, c; 
c = (byte)a*b; 
1.4. Оператори 
Набір операторів майже цілком збігається з набором операторів 
C++, тому розгляд операторів буде проводитися наступним чином. 
Спочатку будуть описані символи операторів і їх призначення, а потім 
будуть визначені особливості їх використання.  
Оператори порівняння можуть бути застосовані до числових та 
символьних типів. Для об'єктних типів може бути застосований тільки 
оператор рівності «= =», який порівнює покажчики на об'єкти. 
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Для виконання беззнакового зсуву вправо використовується опе-
ратор «>>>».  
Для обчислення логічних булевських операторів (&&, ||) викорис-
товується техніка скороченого обчислення логічних виразів, а для об-
числення бітових булевських операторів – виконується повне обчис-
лення всіх операндів виразу. Це може призвести до помилок, якщо од-
ним з операндів виразу є функція з побічними ефектами. 
З мови Java видалено оператор безумовного переходу goto, але 
для виходу з вкладених циклів додана можливість зазначення мітки в 
операторах break, continue.  
Наприклад: 
outer:    
  for (int i=0; i < 10; i++) {  
    for (int j = 0; j < 10; j++) {  
      if (j > i) {  
        System.out.println("");  
        continue outer;  
      }  
      System.out.print(" " + (i * j));  
    }  
  }  
1.5. Масиви 
В Java масиви є класами. Вони успадковуються від класу Object і 
мають всі його методи й властивості. 
Масив оголошується в такий спосіб:  
Тип ім’я_змінної []; 
Однак, таке оголошення тільки створить посилання на масив. Па-
м'ять під нього при цьому не виділяється. Для виділення пам'яті під 
масив використовується оператор new. Його можна використовувати 
для виділення пам'яті, як при оголошенні масиву, так і пізніше 
Приклад: 
int a[]; 
char b[] = new char [100]; 
a[0]= 0; // Помилка, немає пам’яті 
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a = new int [10];  
a[0]= 0; // А тепер помилки немає.  
b[0]= ‘1’; // тут теж немає помилки, бо пам’ять 
           // виділена при ініціалізації 
Java виконує перевірку на вихід за межі масиву. При виході за 
межі масиву виникає виняткова ситуація ArrayIndexOutOfBounds. 
Масиви в Java можуть бути багатомірними. N-вимірний масив ро-
зглядається як масив посилань на об’єкти типу (N-1)-вимірний масив. 
При оголошенні багатовимірного масиву просто збільшується кількість 
дужок. Пам'ять під багатовимірний масив може бути виділена як од-
ним оператором, наприклад 
double matrix [][] = new double [4][4]; 
так і кількома операторами 
double matrix2 [][] = new double [3][]; 
matrix2[0] = new double [1]; 
matrix2[1] = new double [2]; 
matrix2[2] = new double [3]; 
Для одержанні розміру масиву в Java існує оператор length, що 
повертає кількість елементів у масиві.  
Для перегляду елементів масиву починаючи з версії 1.5 в мові Ja-
va введено новий тип циклу: 
for (тип_елементу змінна_циклу : масив) 
Наприклад, наступний фрагмент виведе зміст масиву matrix2: 
for (double row[] : matrix2) 
  for (double i : row) System.out.println(i); 
Для маніпулювання масивами в мові Java використовуються ста-
тична функція arraycopy класу System та статичні функції класу Arrays: 
 
тип[] copyOf(тип arr[], int новаДлина)  – копіювання масиву; 
boolean equals(тип arr1[],тип arr2[])     – порівняння масивів; 
void fill(тип arr[], тип значення)        – заповнення елементів 
                                                                        масиву значенням; 
void sort(тип arr[])  – сортування масиву; 
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1.6. Класи 
Клас оголошується наступним чином: 
class ім’я_класу extends ім’я_суперкласу  
    implements ім’я_интерфейсу1,..., ім’я_интерфN{  
   type поле1; 
   …………………………………………… 
   type полеN; 
 
   type ім’яМетода1(список_параметрів){  
      тіло методу; 
   } 
   …………………………………………… 
   type ім’яМетодаN(список_параметрів){  
      тіло методу; 
   } 
} 
Визначення класу починається із ключового слова class, після 
якого задається ім'я класу, і можуть бути вказані ключові слова extends 
і implements. Ключове слово extends вказує на те, що клас є нащадком 
класу «ім'я_суперкласу», а ключове слово implements – на те, що клас 
реалізує інтерфейси, що вказані. Далі після фігурної дужки записується 
тіло класу. Воно може включати поля й методи. 
Поля зберігають дані екземпляру. У відповідність із прийнятими в 
Java правилами, поля простих типів будуть зберігати безпосередньо 
дані, а поля типу клас і масив – посилання на відповідні об’єкти. При 
створенні об'єкта всі його поля ініціалізуються – поля простих типів 
даних обнуляються, а полям об’єктних типів привласнюється спеціа-
льне значення null, яке говорить про те, що дане посилання не пов'яза-
не з реальним об'єктом. 
Поля даних рекомендується робити закритими для безпосередньо-
го доступу з інших класів, а замість цього створювати спеціальні мето-
ди для читання та/або запису. Бажано, а для об'єктів Java Beans обов'я-
зково, щоб вони називалися наступним чином: 
тип  getНайменуванняПоля(); 
void setНайменуванняПоля(тип значення); 
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Методи визначають дії над класом. Список формальних парамет-
рів методу може складатися з нуля або декількох параметрів, які запи-
суються через кому.  
Мова Java, як і С++, підтримує поліморфізм та дозволяє створю-
вати кілька методів з однаковим ім'ям, для однотипної обробки різних 
параметрів. Але опис цих методів має відрізнятися типом або кількістю 
параметрів.  
Якщо назва параметрів методу збігається з іменами полів даних 
класу, пріоритет віддається параметрам. Для доступу до полів даних у 
цьому випадку використовується ключове слово this, яке визначає по-
силання на поточний екземпляр класу. 
Оголошення змінної або поля типу клас не приводить до виділен-
ня пам'яті, бо така змінна є лише посиланням на об'єкт. Якщо поле кла-
су оголошено у такий спосіб: 
тип змінна; 
воно буде містити спеціальне значення, обумовлене ключовим словом 
null, що говорить про те, що дане посилання не пов'язане з реальним 
об'єктом. 
Для створення екземпляра (також він називається об'єктом) класу 
використовується оператор new. Він має наступний формат виклику: 
тип змінна = new тип(параметри конструктора); 
змінна = new тип(параметри конструктора); 
Приклад: 
Point pt1 = new Point(10,20); 
Point pt2; 
pt2=new Point(20,30); 
Конструктор використовується для виконання певних дій при 
створенні екземпляра класу. Ім'я конструктора повинно збігатися з 
ім'ям класу. Конструктор викликається оператором new у процесі ство-
рення нового об'єкта після того, як під об'єкт була виділена пам'ять.  
Якщо для класу не був об'явлений конструктор з параметрами і 
батьківський клас також має конструктор без параметрів, то Java ство-
рить для класу конструктор за замовчанням (тобто, який не має пара-
метрів). У іншому випадку конструктор має бути задано явним чином. 
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Для конструкторів також дозволене перевантаження і клас може мати 
кілька конструкторів.  
Приклад: клас для опису прямокутника. 
class CRect 
{ 
  Int  x1,y1,x2,y2; 
  Int  color; 
  CRect(){ 
    x1=x2=y1=y2=0; color = 0xFFFFFF;  
  } 
  CRect(int _x1,int _y1,int _x2, int _y2, int _col){ 
    x1=_x1; x2=_x2;y1=_y1;y2=_y2; 
    color = _col;  
  } 
  void move(int dx, int dy){ 
    x1 +=dx; x2+=dx; y1+=dy;y2+=dy; 
  }; 
  void paint(Graphics g){ 
    // малювання контуру квадрата заданим кольором 
  }; 
}; 
class PointCreate { 
  public static void main(String args[]) {  
    CRect p1 = new CRect(10,20), p2 = new CRect(); 
    System.out.println("x=" + p1.x + "y=" + p1.у);   
            // х=10 y=20 
    System.out.println("x=" + p2.x + "y=" + p2.у);
        // х=0 y=0 
  } 
}; 
 
Видалення об'єктів з пам'яті виконується автоматично збирачем 
сміття, що регулярно переглядає всі існуючі об'єкти, щоб знайти ті, на 
які жодна змінна вже не посилається. Він є складовою частиною сере-
довища часу виконання Java та для простих застосувань не потребує 
настроювання чи явного виклику.  
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1.7. Наслідування класів. 
Наслідуванням називається механізм, за допомогою якого один 
клас може наслідувати поля й методи іншого класу. В Java класи-
нащадки прийнято називати підкласами, а безпосереднього батьківсь-
кого класу – його суперкласом. 
Для змінних, що вказують на класи, існує таке правило приведен-
ня типів: 
Посиланню на об 'єкт суперкласу можна привласнити 
адрес об 'єкта  підкласу ,  а  зворотне  присвоєння  (посиланню 
типу п ідкласу привласнити об 'єкт суперклас)  неприпу с-
тимо.  
Наприклад, наступний фрагмент програми є припустимим: 
Figure fig; 
Rect rect = new Rect(); 
fig = rect; 
Але присвоєння rect = fig буде помилковим, тому що об'єкту 
класу-нащадку привласнюється об'єкт батьківського класу. Втім, якщо 
змінна типу суперклас вказує на екземпляр певного підкласу, можна 
застосувати явне приведення типів: 
  rect =(Rect) fig; 
Однак, якщо змінна fig не вказує на екземпляр класу Rect або його 
підклас, буде згенеровано виняткову ситуацію ClassCastException. 
Перевірити допустимість присвоєння можна за допомогою опера-
тора instanceof, який перевіряє чи є об'єкт екземпляром даного класу 
або його підкласом. При цьому тип посилання, що вказує на об'єкт, 
значення не має.  
Наприклад, у результаті виконання наступного фрагмента коду: 
if (fig instanceof Rect)  
  System.out.println(“fig is Rect”); 
if (fig instanceof Figure)    
  System.out.println(“fig is Figure”); 
буде надруковано:  
 fig is Rect 
 fig is Figure 
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Щоб виключити можливість перекриття методів у нащадках в мо-
ву було введено ключове слово final. Якщо це ключове слово викорис-
товується для об'явлення класу – то створити для цього класу-нащадку 
буде неможливо. Якщо ж воно використовується для метода, то цей 
метод неможливо буде перекрити у нащадку. 
Для доступу до методів суперкласу в Java використовується клю-
чове слово super. З його допомогою можна викликати методи безпосе-
реднього батьківського класу. Викликати метод будь-якого батьківсь-
кого класу, як це було можливо в С++, в Java не можна. 
Виклик методу суперкласу здійснюється наступним чином: 
 super.ім’я_методу(параметри); 
Також конструктор суперкласу може бути викликаний тільки в 
першому рядку тіла конструктора підкласу: 
 super(параметри); 
Часто буває потрібно задати структуру деякої абстракції, повна 
реалізація всіх методів якої на даному етапі відсутня. В таких випадках 
можна за допомогою модифікатора abstract оголосити, що дані методи 
класу існують, але їх реалізація буде надана пізніше в класах-
нащадках. Клас, що містить абстрактні методи, називається абстракт-
ним і повинен також бути оголошений як abstract.  
Оскільки частина методів класу не має своєї реалізації, абстрактні 
класи не можна створювати оператором new. Також не можна створю-
вати абстрактні конструктори, статичні та завершені методи. 
Будь-який підклас абстрактного класу повинен або надати реалі-
зацію всіх методів свого суперкласу, або також бути оголошеним абст-
рактним. 
2. СЕРЕДОВИЩЕ РОЗРОБКИ ECLIPSE 
2.1. Установка та запуск середовища Eclipse 
Для установки інтегрованого середовища розробки Eclipse потрі-
бно установити середовище розробки мови Java (Java Development Kit, 
JDK), розпакувати архів ІСР Eclipse до обраного каталогу та викликати 
файл «eclipse.exe». 
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Якщо при запуску ІСР виникає помилка «Failed to create the Java 
Virtual Machine», треба додати до файлу «eclipse.ini» наступні рядки: 
-vm 
Повне ім’я файлу віртуальної машини Java  
(зазвичай: C:/Program Files/Java/jre7/bin/javaw.exe) 
Після запуску з'явиться вікно вибору робочого простору, загаль-
ний вид якого наведений на рис 2.1. 
 
Рис. 2.1. Зовнішній вид вікна вибору робочого простору 
Робочій простір є каталогом, у якому розміщені проекти, що по-
єднані деякою спільною рисою, наприклад, це можуть бути проекти 
клієнтських та серверних частин застосування. На відміну від багатьох 
інших середовищ розробки Eclipse працює з проектами лише в рамках 
робочого простору. 
Після задання каталогу робочого простору з'являється головне ві-
кно ІСР Eclipse, зовнішній вид якого представлений на рис. 2.2. Ліва 
панель, яку позначено цифрою 1, призначена для відображення у ви-
гляді дерева інформації о проектах, що містяться у робочій області. 
Нижня панель, позначена цифрою 2, містить наступні вкладки: 
- вкладка консолі (2.а), через яку виконується консольний 
ввод/вивід програми, що виконується;  
- вкладка маркерів (2.б), у якій відображається інформація про 
помилки та попередження на етапі компіляції.  
У правій панелі, яка позначена цифрою 3, відображається дерево 
елементів класу, що редагується. Центральна панель (4) призначена 
для відображення та редагування файлів вихідного коду. На панелях 
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швидкого доступу (5) і (6) знаходяться кнопки для швидкого виклику 
дій, що часто виконуються, та для переключення перспектив ІСР 
Eclipse. 
1
2
3
2.a
2.б
4
5 6
 
Рис. 2.2. Зовнішній вид вікна вибору робочого простору 
Перспективою в ІСР Eclipse називається схема розташування 
вкладок, що є найбільш зручною для виконання певної роботи, напри-
клад, редагування або налаштування програми. За допомогою перспек-
тив можна спочатку налаштувати потрібні конфігурації вкладок для 
різних видів роботи, а потім перемикати ці налаштування, обираючи 
певну перспективу. Для більшості типових дій шаблони відповідних 
перспектив вже існують в ІСР Eclipse. 
2.2. Створення проекту  
Далі для створення Java-програми має бути створений проект. Для 
цього потрібно вибрати пункт меню «File | New | Java Project». Також 
можна викликати вікно створення нового елемента за допомогою пун-
кту меню «File | New | Other» або натиснення комбінації клавіш 
«Ctrl+N», і у цьому вікні обрати пункт «Java Project», як це показано 
на рис. 2.3. 
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Рис. 2.3. Вкладки діалогового вікна вибору елементу, що створюється 
У другій вкладці слід вказати назву проекту у відповідному полі 
вводу (позначено рамкою). Також у даному вікні можна обрати версію 
віртуальної машини Java, що буде використовуватись для запуску про-
екту, місце розміщення проекту та налаштувати сторонні бібліотеки. 
Далі потрібно створити класи, з яких складається програма. Для 
створення класу слід обрати пункт меню «File | New | Class», або обра-
ти пункт «Class» у вікні створення нового елементу (см. рис. 2.3). Піс-
ля цього з'явиться вікно створення нового класу, зовнішній вид якого 
показано на рис. 2.4.  
У цьому вікні задаються параметри класу, що створюється. На 
рис. 2.4 цифрами позначено поля вводу таких параметрів: 1 – віднос-
ний шлях до каталогу, в якому буде створено файл класу; 2 – ім'я паке-
ту, до якого відноситься клас; 3 – ім'я класу, що створюється; 4 – атри-
бути видимості та наслідування класу; 5 – ім'я базового класу; 6 – спи-
сок інтерфейсів, які реалізує клас; 7 – чи потрібно в класі створювати 
головний метод «main»; 8 – чи треба створювати в класі такі ж конс-
труктори, як у суперкласу; 9 – чи треба реалізовувати абстрактні мето-
ди, які визначено у батьківських класах та інтерфейсах. 
Значення цих параметрів для базового класу геометричної фігури 
наведені на рис. 2.4. 
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Рис. 2.4. Діалогове вікно створення класу 
Після натиснення кнопки Finish у панелі редактору з'явиться 
вкладка, що містить заготовку під Java документ. У цій вкладці в тілі 
класу слід задати два поля, що описують назву та колір фігури: 
String name; 
Color color; 
Після цього програма у вікні редактора прийме вид, який показа-
но на рис. 2.5. 
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Рис. 2.5. Вікно ІСР Eclipse після створення класу 
Як показано на рис. 2.5, в лівій панелі з'явилося дерево файлів, у 
якому виділено файл із створеним класом, а в правій – дерево структу-
ри класу. В редакторі назву типу «Color» підкреслено червоним і з 
обох боків вкладки редактора з'явилися червоні мітки. Так Eclipse ви-
діляє фрагменти коду, у яких є помилки. Щоб прочитати повідомлення 
про помилку, треба курсор миші навести на будь-яку червону мітку, 
або на підкреслене слово. Через кілька секунд з'явиться вікно, у якому 
буде виведено інформацію про помилку та запропоновано кілька варі-
антів її виправлення. Вид вікна з інформацією про помилку наведено 
на рис. 2.6. 
1
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Рис. 2.6. Фрагмент вікна з інформацією про помилку 
Цифрою 1 позначено повідомлення про помилку, а цифрою 2 – 
перше з рекомендованих виправлень цієї помилки. Далі треба вибрати 
перший варіант виправлення, тобто імпорт класу «Color» до проекту. 
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Також для цього класу треба створити конструктори та методи 
доступу до полів. Для цього є наступні засоби ІСР Eclipse.  
Щоб створити конструктор без параметрів, слід викликати кон-
текстне меню редактору (для цього треба натиснути правою кнопкою 
миші) та обрати пункт «Source | Generate Constructors from Super-
class». Після цього з'явиться вікно створення конструкторів, що успад-
ковані від суперкласу, зовнішній вид якого показаний на рис. 2.7-а. У 
цьому вікні можна задати наступні параметри, позначені цифрами: 1 – 
список конструкторів суперкласу, які мають бути створені у нащадку; 
2 – місце розташування конструктора у вихідному коді; 3 – атрибути 
видимості; 4 – чи треба генерувати коментар для конструктора; 5 – чи 
треба викликати конструктор суперкласу. 
Для створення конструктора з параметрами використовується 
пункт контекстного меню «Source | Generate Constructors using 
Fields». У вікні створення конструктора з параметрами, зовнішній вид 
якого показаний на рис. 2.7–б, слід вказати параметри конструктора, 
що створюється. Можна задати наступні параметри, позначені цифра-
ми: 1 – конструктор суперкласу, який має бути викликаний; 2 – список 
полів, які будуть ініціалізовані у конструкторі; 3 – місце розташування 
конструктора у вихідному коді; 4 – атрибути видимості; 5 – чи треба 
генерувати коментар для конструктора; 6 – чи треба викликати конс-
труктор суперкласу. 
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Рис. 2.7. Вікна створення конструкторів без (а) та з (б) параметрами 
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Далі створюються методи зчитування/запису полів даних. Для їх 
створення слід обрати пункт контекстного меню «Source | Generate 
Getters and Setters…». У вікні створення методів доступу до даних, 
зовнішній вид якого показаний на рис. 2.8, слід вказати параметри ме-
тодів, що створюються. Можна задати наступні параметри, позначені 
цифрами: 1 – список методів доступу до даних, які мають бути створе-
ні; 2 – чи дозволяти створення методів завдання значень для всіх полів, 
у томі числі тих, що об'явлені як константні; 3 – місце розташування 
конструктора у вихідному коді; 4 – порядок запису методів (групуван-
ня по читанню/запису або по назвам полів даних); 5 – атрибути види-
мості. 
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Рис. 2.8. Вікна створення методів доступу до даних 
Метод перетворення об'єкту на рядок toString можна написати як 
вручну, так і за допомогою засобів ІСР Eclipse, викликав пункт кон-
текстного меню «Source | Generate toString()…». 
Таким же чином створюються класи-нащадки Rect, Circle та клас-
контейнер, який буде зберігати об'єкти геометричних фігур. У класах 
Rect, Circle слід змінити вручну параметризовані конструктори так, 
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щоб у списку параметрів були значення для успадкованих полів. Також 
треба створити головний клас – клас з методом main, який буде вико-
нуватись після запуску програми. 
Вихідні тексти створених класів наведено у лістингах 4.1 – 4.5 на-
прикінці методичних вказівок. 
2.3. Запуск та налаштування проекту  
Те, як буде запущено програму в ІСР Eclipse, визначається конфі-
гурацією запуску (КЗ). Вона може бути створена або цілком автомати-
чно середою розробки, або параметри запуску будуть запрошені у ко-
ристувача. 
Для автоматичного створення КЗ та запуску програми треба спо-
чатку вибрати в редакторі файл вихідного коду, що містить головний 
метод main. Потім слід обрати пункт меню «Run | Run» або натиснути 
комбінацію клавіш «Ctrl-F11», або натиснути мишею кнопку запуску, 
що позначена цифрою 2 на рис. 2.9, на панелі кнопок бистрого досту-
пу.  
1 2
 
Рис. 2.9. Фрагмент кнопок для запуску проекту 
При цьому способі запуску КЗ буде створена автоматично та буде 
носити назву класу, що містить метод main. 
Щоб задати інші параметри запуску або змінити раніше створену 
конфігурацію, необхідно викликати вікно редагування конфігурацій 
запуску, вид якого наведений на рис. 2.10. Для цього, слід обрати 
пункт меню «Run | Run Configurations …» або натиснути на стрілку 
вниз біля будь-якої з кнопок запуску, що позначені на рис. 2.9 цифрами 
1 та 2. Далі треба обрати пункт «Run Configurations …» у меню, що 
з'явиться. У верхній частині цього ж контекстного меню можна обрати 
програму, яку буде запущено. 
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Рис. 2.10. Діалог редагування конфігурацій запуску 
На рис. 2.10 цифрами позначено наступні елементи інтерфейсу: 1 
– дерево типів КЗ для різних типів проектів; 2 – вкладки параметрів КЗ; 
3 – кнопка створення нової КЗ виділеного типу; 4 – кнопка дублювання 
обраної КЗ; 5 – кнопка видалення КЗ; 6 – чи треба у режимі налашту-
вання зупинити виконання програми на початку метода main. Назва КЗ 
задається у полі «Name». Вкладки параметрів для конфігурації «Java 
Application» дозволяють налаштувати наступне: вкладка «Main» – 
проект та клас запуску; вкладка «Arguments» – аргументи запуску 
програми та віртуальної машини Java; вкладки «JRE, Classpath та 
Source» – вказати JVM та шляхи до бібліотек і файлів, що будуть ви-
користовуватися програмою; «Environment» – задати параметри ото-
чення програми; «Common» – задати додаткові параметри запуску. 
Для налаштування програми її слід запустити у режимі налашту-
вання. При простому запуску програми її виконання не буде зупиняти-
ся на точках зупину та при помилках часу виконання. Для запуску про-
грами у режимі налаштування слід вибрати пункт меню «Run | 
Debug», або натиснути мишею кнопку запуску налаштування на панелі 
кнопок бистрого доступу, що позначена цифрою 1 на рис. 2.9. 
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Щоб програма зупинила своє виконання під час налаштування, 
слід поставити точку зупину або вказати в конфігурації запуску, що 
програма має зупинити своє виконання на початку метода main. Для 
того, щоб встановити або убрати точку зупину, треба виконати подвій-
не натискання на лівій смузі редактора або викликати на ній контекст-
не меню та обрати пункт «Toggle breakpoint». Вигляд маркеру точки 
зупину показано цифрою 7 на рис. 2.11. 
При зупинці виконання програми ІСР Eclipse запитує, чи треба 
перевести ІСР у робочій простір налаштування. У цьому діалозі можна 
встановити автоматичне переведення ІСР у простір налаштування. Зо-
внішній вигляд середовища у цьому просторі наведений на рис. 2.12. 
 
1
2
3
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Рис. 2.11. Вид ІСР Eclipse у просторі налаштування 
На рис. 2.11 цифрами позначено наступні елементи: 1 – кнопки 
управління налаштуванням зліва направо: продовження програми (F8), 
переривання налаштування програми (Ctrl-F2), виконання оператора із 
заходженням у функцію (F5), виконання оператора без заходження у 
функцію (F6); 2 – дерево потоків виконання та стеку викликів; 3 – 
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змінні і поля об'єктів та точки зупину; 4 – редактор коду; 5 – дерево 
структури коду; 6 – консоль вводу/виводу; 7 – маркер точки зупину; 8 
– маркер поточного оператору.  
Для повернення у перспективу редагування вихідного коду з пер-
спективи налаштування слід використовувати кнопки вибору перспек-
тив, що розташовані з правого верхнього боку вікна ІСР Eclipse. Але 
слід зазначити, що зміна перспективи не перериває налаштування чи 
виконання програми і вона буде займати ресурси комп'ютеру. Тому, 
якщо є необхідність змінити вихідній код програми, слід спочатку пе-
рервати її налаштування, а тільки потім переходити до перспективи 
редагування вихідного коду, вносити зміни та перезапускати програму. 
 
3. ЗАВДАННЯ НА ЛАБОРАТОРНУ РОБОТУ 
1. Створити 3 класи, що описують 2 типи об'єктів товарів у відпо-
відності до варіанту предметної області, які наведені у табл. 3.1. Один 
із класів має бути базовим, другий і третій – описувати детальні типи 
об'єктів. У базовому класі обов'язковими є поля «ціна» і «назва». У 
класах-нащадках повинні бути оголошені нові поля. 
1.1. У класах створити порожній і параметризований конструкто-
ри, методи доступу до полів даних (get/set-методи) для кожного поля, 
метод створення рядку з даними об’єкту toString. 
1.2. Базовий клас має бути абстрактним.  
1.3. За допомогою статичних полів і методу знайти середню ціну. 
2. Створити контейнер для зберігання товарів, що використовує 
масив для зберігання посилань на об'єкти товарів. У ньому реалізувати 
наступні методи: додавання товару до контейнеру; повернення кілько-
сті елементів у контейнері; метод доступу по індексу; сортування за 
ціною; повернення вмісту контейнеру у вигляді рядка. 
3. Заповнити контейнер об'єктами, роздрукувати його вміст, від-
сортувати та роздрукувати знов. 
4. Роздрукувати середню ціну товарів, яка була обчислена за до-
помогою статичних полів. 
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Таблиця 3.1 – Варіанти предметних областей 
Номер 
варіанта 
Предметна область 
1 туристичне агентство 
2 магазин компакт-дисків 
3 магазин комп'ютерів 
4 магазин автомобілів 
5 онлайн магазин музики 
6 онлайн кінотеатр  
7 електронна бібліотека 
Контрольні запитання 
1. Який принципи побудови мови Java? 
2. У чому є відмінності у арифметичних операторах мов Java та 
С++ ? 
3. Чим є рядки у мові Java? 
4. Як організовані багатовимірні масиви у Java? 
5. Яка кількість батьківських класів може бути у класу? 
6. Чи можна заборонити перекриття методу у класі-нащадку? 
7. Що таке абстрактні методи та класи? 
8. Для чого використовуються абстрактні методи? 
9. Які правила автоматичного приведення типів у Java? 
10. Як викликати метод та конструктор батьківського класу? 
11. Які є особливості у використанні конструкторів і деструкторів 
у мові Java? 
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ЛІСТИНГИ 
Лістинг 1. Файл: Figure.java 
package edu.khpi.graph.domain; 
import java.awt.Color; 
 
public abstract class Figure { 
 String name; 
 Color color; 
 
 public Figure() {} 
 public Figure(String name, Color color) { 
  this.name = name; 
  this.color = color; 
 } 
 public String getName() { return name; } 
 public void setName(String name) {this.name = name;} 
 
 public Color getColor() { return color; } 
 public void setColor(Color cl) {this.color = cl; } 
 
 @Override 
 public String toString() { 
  return "Figure [name="+name+", color="+color+"]"; 
 } 
} 
 
Лістинг 2. Файл: Rect.java 
package edu.khpi.graph.domain; 
import java.awt.Color; 
 
public class Rect extends Figure { 
 int x,y, width, height; 
 
 public Rect() { 
  super(); 
 } 
 
 public Rect(String name, Color color, int x,  
      int y, int width, int height) { 
  super(name, color); 
Продовження лістингу 2. 
  this.x = x;         this.y = y; 
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  this.width = width;  this.height = height; 
 } 
 
 public int getX() {   return x;} 
 public void setX(int x) {this.x = x; } 
 
 public int getY() {   return y;} 
 public void setY(int y) {this.y = y; } 
 
 public int getWidth() {  return width; } 
 public void setWidth(int width) {this.width = width;} 
 
 public int getHeight() {return height;} 
 public void setHeight(int ht) {this.height = ht; } 
 
 @Override 
 public String toString() { 
  return "Rect[x="+x+",y="+y+", width="+width+  
      ",height="+height+",Figure="+super.toString()+"]"; 
 } 
} 
 
Лістинг 3. Файл: Circle.java 
package edu.khpi.graph.domain; 
import java.awt.Color; 
 
public class Circle extends Figure { 
 int x,y,radius; 
 public Circle() { super();} 
 public Circle(String name, Color color,  
                 int x, int y, int rad) { 
  super(name, color); 
  this.x = x; this.y = y; 
  this. radius = radius; 
 } 
 public int getX() {    return x;} 
 public void setX(int x) { this.x = x;} 
 
 public int getY() {    return y;} 
 public void setY(int y) { this.y = y;} 
 public int getRadius() { return radius;} 
Продовження лістингу 3. 
 public void setRadius(int rad) {  
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  this. radius = radius; 
 } 
 @Override 
 public String toString() { 
  return "Circle [x="+x+", y="+y+", radius =" +  
   radius + ", Figure=" + super.toString() + "]"; 
 } 
} 
 
Лістинг 4. Файл: Container.java 
package edu.khpi.graph.application; 
import java.util.Arrays; 
 
public class Container { 
 Figure arr[] = new Figure[10]; 
 int    last = 0; 
  
 public void add(Figure v){ 
  if (last >= arr.length) 
   arr = Arrays.copyOf(arr, last+10); 
  arr[last++] = v;  
 } 
 public Figure getItem(int idx){ return arr[idx]; } 
 public int getCount(){          return last; } 
 public void sort(){ 
  for(int i=0; i<last; i++) 
   for (int j=0;j<i; j++) 
    if (arr[j].getName().compareTo( 
                           arr[j + 1].getName()) > 0){ 
     Figure tmp = arr[j]; 
     arr[j] = arr[j+1]; arr[j+1] = tmp; 
    } 
 } 
 @Override 
 public String toString(){ 
  StringBuilder stmp = new StringBuilder(); 
  for(int i=0; i<last; i++){ 
   stmp.append(arr[i]); stmp.append("\n"); 
  } 
  return stmp.toString(); 
 } 
Лістинг 5. Файл: Container.java 
package edu.khpi.graph.application; 
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import java.awt.Color; 
public class MainClass { 
 public static void main(String[] args) { 
  Container cnt = new Container(); 
  cnt.add(new Rect("R2", Color.BLUE, 0,0, 200,200)); 
  cnt.add(new Circle("C1", Color.RED, 110,220, 50)); 
  cnt.add(new Rect("R1", Color.YELLOW, 150,150,  
                         100,100)); 
  System.out.println("Source container:"); 
  System.out.println(cnt); 
  cnt.sort(); 
  System.out.println("Sorted container:"); 
  System.out.println(cnt); 
 } 
} 
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