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RESUMO
MAZZUTTI, Tiago. Um Modelo para Desenvolvimento de Sistemas Multia-
gente Plenamente Distribuı´dos. Floriano´polis, 2011. 75 f. Dissertac¸a˜o (Mes-
trado) Programa de Po´s-Graduac¸a˜o em Cieˆncias da Computac¸a˜o, UFSC, Flo-
riano´polis – SC.
Para obtermos sistemas multiagente plenamente distribuı´dos na Web
e´ necessa´rio a possibilidade de os agentes serem executados na ma´quina do
cliente, de forma a satisfazer plenamente as necessidades da aplicac¸a˜o, con-
tornando os problemas usualmente causados por questo˜es como seguranc¸a e
concorreˆncia, comuns nos sistemas atualmente disponı´veis. As soluc¸o˜es atu-
ais envolvem principalmente a execuc¸a˜o atrave´s de applets, que dependem
da extensa˜o, instalac¸a˜o ou configurac¸a˜o de plugins por parte do usua´rio, ou
por meio de aplicac¸o˜es completamente dependentes de um servidor, que con-
tam apenas com a camada thin, no lado do cliente. Este trabalho apresenta,
com base em estudos das soluc¸o˜es existentes, um modelo para o desenvol-
vimento de sistemas multiagente plenamente distribuı´dos. Na soluc¸a˜o apre-
sentada o sistema multiagente e´ desenvolvido utilizando-se da linguagem
Java e compilado atrave´s de compilac¸a˜o cruzada para JavaScript, onde o
co´digo final gerado e´ compatı´vel com a maioria dos navegadores modernos,
deixando o desenvolvedor em um nı´vel mais abstrato de desenvolvimento.
Nessa soluc¸a˜o o desenvolvedor pode tambe´m utilizar outras bibliotecas ou
recursos da linguagem Java, bastando que essas sejam compatibilizadas com
a ferramenta utilizada. A soluc¸a˜o apresentada resulta em um ambiente que
permite a criac¸a˜o de sistemas multiagente plenamente distribuı´dos de forma
que aplicac¸o˜es possam ser executadas atrave´s de agentes que atuam utili-
zando recursos do lado dos clientes e servidores distribuı´dos em diversas
ma´quinas, procurando equilibrar a distribuic¸a˜o de processamento e permi-
tindo aplicac¸o˜es mais robustas.
PALAVRAS-CHAVE: sistemas multiagente, client-side, web toolkits.

ABSTRACT
MAZZUTTI, Tiago. A Framework for Developing Multiagent Systems with
the Web as Platform. Floriano´polis, 2011. 75 f. Thesis (Masters) Post-
Graduate in Computer Scienci, UFSC, Floriano´polis – SC.
To get fully distributed multi-agent systems on the Web we need the abi-
lity to run agents on the client machine, in order to satisfy the needs of the
application, and bypassing the problems usually caused by issues such as
security and competition in systems currently available. Current solutions
involve either the execution of applets - which depends on software extensi-
ons, plugin installation or configuration by the user - or applications com-
pletely dependent on a server, with only a thin layer running on the client
side. This work presents, based on studies of existing solutions, a propo-
sal to implement an execution environment for fully distributed agents. The
proposed multi-agent system is developed using the Java language and then
cross-compiled to JavaScript. Thus, the generated code is compatible with
most modern browsers, while leaving the developer at a more abstract level
of development. In this solution the developer can also use other libraries
or features of the Java language, provided that these are aligned to the tool
used. The solution presented results in an environment that allows the cre-
ation of fully distributed multi-agent systems. In this way, applications can
be implemented by using agents that utilize client-side resources and distri-
buted servers on multiple machines, therefore improving load-balancing and
enabling more robust solutions.
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1 INTRODUC¸A˜O
Desde o seu surgimento, a Web e seus servic¸os seguem uma linha evo-
luciona´ria onde suas caracterı´sticas esta˜o indo cada vez mais ao encontro a`s
ja´ bem definidas e nativamente presentes no paradigma de Agentes e Sistemas
Multiagente (SMA).
O conceito de servic¸o virtual esta´ amplamente disseminado na Web atu-
al. Colaborac¸a˜o, cooperac¸a˜o e interac¸a˜o sa˜o palavras-chave na descric¸a˜o de tais
servic¸os. Aplicativos, geralmente distribuı´dos, tiram proveito da inteligeˆncia
coletiva e se tornam melhores a medida que sa˜o utilizados. A informac¸a˜o dis-
ponı´vel na rede e´ apresentada de forma organizada e personalizada aos inter-
nautas.
Neste contexto, o conhecimento de clientes, usua´rios e consumidores
com suas respectivas necessidades, diferentemente da forma tradicional de de-
senvolvimento de aplicac¸o˜es para Web, pode ser representado em mais alto
nı´vel e de maneira relativamente fa´cil na definic¸a˜o de um agente e em sua
aprendizagem contı´nua. Agentes sa˜o projetados para conciliar ontologias fa-
cilmente, ao contra´rio do que se veˆ nos servic¸os web. Agentes sa˜o intrinsi-
camente pro´-ativos e comunicativos, enquanto os servic¸os web sa˜o passivos,
ate´ serem chamados. Um servic¸o web, tal como e´ definido e usado atualmente,
na˜o e´ autoˆnomo. A autonomia e´ uma caracterı´stica de agentes, e e´ tambe´m uma
caracterı´stica em muitas circunstaˆncias nas aplicac¸o˜es baseadas na Internet.
Com a Programac¸a˜o Orientada a Agentes (POA) como paradigma para
o desenvolvimento de aplicativos web, ale´m das vantagens acima citadas, pro-
move-se uma alternativa a atual arquitetura cliente-servidor, principalmente no
lado do cliente, reduzindo-se a sobrecarga da rede.
Este trabalho apresenta um modelo para o desenvolvimento de sistemas
multiagente plenamente distribuı´dos. Na soluc¸a˜o proposta o sistema multia-
gente e´ desenvolvido utilizando-se a linguagem Java e e´ compilado atrave´s de
compilac¸a˜o cruzada para JavaScript, sendo que o co´digo final gerado e´ com-
patı´vel com a maioria dos navegadores modernos, deixando o desenvolvedor
em um nı´vel mais abstrato de desenvolvimento. Nessa soluc¸a˜o o desenvol-
vedor pode tambe´m utilizar outras bibliotecas ou recursos da linguagem Java,
bastando para tal, que essas sejam compatibilizadas com a ferramenta utilizada.
Este trabalho resulta em um ambiente que permite a criac¸a˜o de sistemas multi-
agente plenamente distribuı´dos de forma que aplicac¸o˜es possam ser executadas
atrave´s de agentes que atuam utilizando recursos nativamente disponı´veis no
lado dos clientes e em servidores distribuı´dos em diversas ma´quinas, procu-
rando equilibrar a distribuic¸a˜o de processamento e permitindo desta forma, a
cric¸a˜o de aplicac¸o˜es mais robustas.
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1.1 MOTIVAC¸A˜O
1.1.1 Sistemas Multiagente e o Futuro da Web
De acordo com Hendler (2001), Jennings (2003) e Huhns (2010), a
Web esta´ evoluindo de um ambiente onde as pessoas obteˆm informac¸a˜o para um
ambiente onde os computadores executam tarefas em nome de seus usua´rios.
A seguir, de acordo com autores acima citados, apresentam-se alguns
desafios para a implementac¸a˜o de Web corrente e seus padro˜es:
Informac¸a˜o semaˆntica: prestadores e utilizadores de servic¸os web devem
concordar quanto a semaˆntica da informac¸a˜o que esta´ sendo trocada.
Colaborac¸a˜o: mesmo que se trate de protocolos simples, para que estes exe-
cutem de forma confia´vel, prestadores de servic¸os devem garantir que as
partes, em uma iterac¸a˜o, cheguem a um acordo quanto sua iterac¸a˜o atu-
al e onde querem chegar. Isto requer elementos de trabalho em equipe
como: persisteˆncia das deciso˜es, capacidade de gerir o contexto e repetir
operac¸o˜es.
Interesses autoˆnomos: os servic¸os devem ser capazes de participar de forma
automatizada em processos de mercado, onde, va´rios mecanismos sa˜o
necessa´rios para uma participac¸a˜o efetiva. Esta habilidade requer: fixar
os prec¸os, dar lances, aceitar ou rejeitar lances, e acomodar riscos.
Personalizac¸a˜o: a utilizac¸a˜o efetiva dos servic¸os providos pela Web, mui-
tas vezes exige personalizac¸o˜es e composic¸o˜es de uma forma que seja
sensı´vel ao contexto, especialmente com relac¸a˜o a`s necessidades do usua´-
rio. Isso requer aprendizagem das prefereˆncias do cliente, interac¸o˜es de
iniciativa mista, oferecendo orientac¸a˜o para o cliente (melhor se na˜o for
intrusiva), permitindo que um usua´rio interrompa o servic¸o, e garantir
que a autonomia do usua´rio na˜o seja violada.
Condic¸o˜es de excec¸a˜o: para que sejam criadas empresas virtuais dinamica-
mente a fim de proporcionar bens e servic¸os mais apropriados a clientes
em comum, e´ necessa´ria a capacidade de construc¸a˜o de equipes, entrar
em acordos multipartida´rios, gerenciar autorizac¸o˜es e comprometimen-
tos , e acomodar excec¸o˜es.
Localizac¸a˜o de servic¸os: recomendac¸o˜es devem ser fornecidas para ajudar
os usua´rios a encontrar servic¸os de qualidade, relevaˆncia e de confianc¸a.
Isso requer um meio para obter e/ou acrescentar avaliac¸o˜es.
Tomada de decisa˜o distribu´ıda: a tomada de decisa˜o pode ser distribuı´da
entre va´rios servic¸os, o que exige deciso˜es inteligentes sobre o que e
como cada servic¸o pode contribuir adequadamente.
Ainda, segundo Huhns (2010), com a preocupac¸o˜es listadas acima
sendo tratadas em esforc¸os de pesquisa, a Web vai evoluir de passiva para ativa,
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da arquitetura cliente - servidor para a peer-to-peer ou cooperativa, de servic¸os
para processos, da semaˆntica para a compreensa˜o mu´tua, pragma´tica e cogni-
tiva.
1.1.2 Agentes versus Servic¸os web
Seguindo Huhns (2010), as arquiteturas de agentes tı´picas teˆm as mes-
mas funcionalidades dos servic¸os web. Arquiteturas de agentes oferecem servic¸os
de pa´ginas amarelas e pa´ginas brancas, onde agentes podem anunciar suas
funcionalidades distintas e pesquisar por funcionalidades que outros agentes
fornec¸am. Entretanto, o paradigma de agentes pode estender os servic¸os da
web em va´rios aspectos importantes:
• Um servic¸o web so´ conhece a si mesmo, mas na˜o sobre os usua´rios/-
clientes/consumidores. Muitas vezes os agentes sa˜o auto-conscientes
em um meta-nı´vel e atrave´s de aprendizagem e construc¸a˜o de modelos
podem ganhar conscieˆncia sobre outros agentes e suas capacidades de
interac¸o˜es. Isso e´ importante, porque sem tal conscieˆncia, um servic¸o
web na˜o seria capaz de tirar proveito das novas capacidades em seu
ambiente, e na˜o poderia personalizar os servic¸os para um determinado
usua´rio, bem como fornecer melhores servic¸os aos usua´rios mais fre-
quentes.
• Servic¸os web, ao contra´rio de agentes, na˜o sa˜o projetados para usar ou
conciliar ontologias. Se o cliente e o prestador do servic¸o utilizarem
ontologias diferentes, enta˜o o resultado ao se utilizar o servic¸o web sera´
incompreensı´vel para o cliente.
• Agentes sa˜o intrinsecamente comunicativos, enquanto os servic¸os web
sa˜o passivos ate´ serem chamados. Agentes podem fornecer alertas e
atualizac¸o˜es quando novas informac¸o˜es ficam disponı´veis. Os padro˜es
e protocolos atuais na˜o preveˆem ainda a subscric¸a˜o em um servic¸o para
recebimento de atualizac¸o˜es perio´dicas.
• Um servic¸o web, tal como atualmente definido e usado, na˜o e´ autoˆnomo.
A autonomia e´ uma caracterı´stica de agentes, e e´ tambe´m uma carac-
terı´stica em muitas circunstaˆncias nas aplicac¸o˜es baseadas na Internet.
No meio de agentes, autonomia geralmente se refere a` autonomia social,
um agente tem conhecimento de seus colegas e e´ socia´vel, mas mesmo
assim exerce sua independeˆncia em determinadas circunstaˆncias. A au-
tonomia esta´ em tensa˜o natural com a coordenac¸a˜o ou com a noc¸a˜o de
compromisso. Para estar coordenado com outros agentes ou para manter
seus compromissos, um agente deve abandonar algumas de suas autono-
mias. No entanto, um agente que e´ socia´vel e responsa´vel pode ainda
continuar autoˆnomo.
• Agentes sa˜o cooperativos, e formando equipes e coligac¸o˜es podem ofe-
recer servic¸os de mais alto nı´vel e mais abrangentes. Os padro˜es atuais
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para servic¸os da Web na˜o fornecem padro˜es para compor funcionalida-
des.
1.2 OBJETIVO GERAL
O objetivo geral deste trabalho e´ a proposic¸a˜o de um modelo que
permita que sejam criados aplicativos de software plenamente distribuı´dos,
seguindo-se o paradigma de agentes, tendo a Web como plataforma, aproveitado-
se adequadamente os recursos disponı´veis no lado do cliente.
1.2.1 Objetivos especı´ficos
1. Elaborar um framework que utilize recursos de computac¸a˜o disponı´veis
no lado do cliente, reduzindo a dependeˆncia das aplicac¸o˜es web e a so-
brecarga na rede experimentada pela arquitetura cliente-servidor tradici-
onal.
2. Permitir que aplicac¸o˜es web evoluam e se adaptem as necessidades de
seus usua´rios a medida que forem utilizadas pelos mesmos.
3. Prover maior autonomia e proatividade as aplicac¸o˜es web utilizando-se
dos conceitos e abstrac¸o˜es em alto nı´vel do paradigma de agentes.
4. Reduzir a complexidade do desenvolvimento de aplicac¸o˜es web, ditadas
pelas tendeˆncias atuais.
5. Capturar e modelar nativamente o processamento concorrente entre ta-
refas nas aplicac¸o˜es web no lado do cliente.
1.3 ESTRUTURA
Este trabalho esta´ organizado da seguinte maneira: no ca´pitulo 1 e´
apresentada a motivac¸a˜o e os objetivos deste trabalho. No capı´tulo 2, apresenta-
se um relato sobre a evoluc¸a˜o da Web, sobre o desenvolvimento de aplicativos
web no lado do cliente e um estudo relatando o estado da arte para o paradigma
de agentes. Seguindo, no capı´tulo 3 e´ apresentada a metodologia utilizada neste
trabalho e a seguir o capı´tulo 4, trata sobre a proposic¸a˜o de uma soluc¸a˜o para o
problema tratado neste trabalho. No capı´tulo 5 sa˜o apresentados os resultados
e para finalizar, no capı´tulo 6 sa˜o relatadas as concluso˜es e trabalhos futuros.
2 REFERENCIAL TEO´RICO & TECNOLO´GICO
2.1 A EVOLUC¸A˜O DA WEB
Nesta sec¸a˜o sera˜o apresentadas as definic¸o˜es, as principais caracte-
rı´sticas, exemplos de aplicac¸o˜es, etc, seguindo-se a linha evoluciona´ria da Web
1.0 a` futura Web 4.0, que podem ser classificadas como eras da Internet.
A chamada Web 1.0 foi a primeira gerac¸a˜o de Internet comercial. Seu
grande trunfo era a quantidade de informac¸o˜es disponı´veis. Segundo O’Reilly
(2005), os sites da Web 1.0 eram esta´ticos, contendo informac¸o˜es que podiam
ser u´teis, mas na˜o existia raza˜o para que um possı´vel visitante retornasse ao
mesmo mais tarde. Um exemplo pode ser uma pa´gina pessoal que oferec¸a
informac¸o˜es sobre o dono do site, mas que na˜o mude nunca. Os visitantes
podem acessa´-la, mas na˜o modifica´-la e nem contribuir.
Na Web 1.0, a maioria das organizac¸o˜es possuiam pa´ginas de perfis que
visitantes podiam consultar mas na˜o fazer alterac¸o˜es. Sob a filosofia da Web
1.0, as empresas desenvolviam aplicativos de software que os usua´rios podiam
baixar, mas na˜o eram autorizados a ver como o aplicativo funcionava e nem a
altera´-lo. O Netscape Navigator, por exemplo, era um aplicativo fechado da
era da Web 1.0.
Dessa forma, a Web 1.0 pode ser definida como a primeira fase da
Web, que se estendeu, principalmente, durante a de´cada de 90. Caracterizada
por um “read-only web”, em que o internauta participava, atuando como mero
espectador, sem ter condic¸o˜es de desenvolver o conteu´do dos sites que visitava
(LISBOA, 2009).
O termo Web 2.0 e´ utilizado para descrever a segunda gerac¸a˜o da World
Wide Web (WWW), que possui uma tendeˆncia de reforc¸ar o conceito de troca
de informac¸o˜es e colaborac¸a˜o dos internautas com sites e servic¸os virtuais. Sua
esseˆncia e´ permitir que os usua´rios sejam mais do que meros espectadores, ou
seja, que eles sejam parte do espeta´culo. Os melhores sites sa˜o os que possuem
ferramentas para que os internautas gerem conteu´do, criem comunidades e inte-
rajam. Alguns, como a Wikipe´dia, possibilitam a construc¸a˜o coletiva do conhe-
cimento (CORMODE; KRISHNAMURTHY, 2008; JIMENEZ; BARRADAS,
2010).
Segundo O’Reilly (2005), a Web 2.0 tem como principal conceito a Web
como plataforma, possuindo como competeˆncias centrais: servic¸os ao inve´s
de softwares empacotados; uma arquitetura de participac¸a˜o, onde os pro´prios
usua´rios participam da construc¸a˜o de suas ferramentas; escalabilidade de custo
eficiente, ou seja, a medida que o tamanho do aplicativo/servic¸o aumenta, seu
custo total diminui proporcionalmente; fonte e transformac¸a˜o de dados ma-
nipula´veis; softwares distribuı´dos em mais de um dispositivo e emprego da
inteligeˆncia coletiva, atrave´s das possı´veis interac¸o˜es entre os usua´rios.
Posteriormente, O’Reilly (2006), redefiniu a Web 2.0 como uma revo-
luc¸a˜o na indu´stria de computadores causada pelo ponto de vista da Internet
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Figura 2.1: Web 3.0 estendendo a Web 2.0 e a Web Semaˆntica (HEN-
DLER, 2009)
como uma plataforma, e uma tentativa de entender as regras para obter sucesso
nesta nova plataforma. A principal regra e´ construir aplicac¸o˜es que aprovei-
tem os efeitos da Internet para se tornarem melhores assim que as pessoas as
utilizem.
Dessa forma, a Web 2.0 representa a segunda de´cada da Web (2000-
2009), que foi caracterizada por uma mudanc¸a no uso da Web, permitindo que
os usua´rios conectem-se aos sites e acrescente-lhes novas informac¸o˜es, atrave´s
de mecanismos de interac¸a˜o. Isto pode ser chamado de “read-write web” (LIS-
BOA, 2009).
Hendler (2009), relata que existe uma confusa˜o sobre como se chamar
a onda crescente de inovac¸a˜o, que e´ realizada em parte pela Web semaˆntica,
expressada por Berners-Lee, Hendler e Lassila (2001) em “The semantic web:
Scientific american”. Devido ao fato dessas tecnologias serem largamente ba-
seadas em uso de conteu´do de mais de uma fonte para criar um novo servic¸o
completo, chamados de mashups, que ocorrem no nı´vel dos dados, ao inve´s
de no nı´vel de aplicac¸a˜o, e frequentemente envolvem a natureza de leitura/es-
crita dos aplicativos da Web 2.0, existe uma tendeˆncia em se chamar esse novo
esta´gio evoluciona´rio da Web de Web 3.0. Dessa forma, a Web 3.0 pode ser
vista, essencialmente, como a Web Semaˆntica integrada em aplicac¸o˜es Web 2.0
de larga escala.
Sendo assim, a Web 3.0 representa a de´cada atual da Web (2010-2019).
Ela e´ caracterizada por um “read-write-execute web”, onde se veˆ uma pro-
liferac¸a˜o dos chamados Softwares as a Service (SaaS). De acordo com Lis-
boa (2009), a Web 3.0 representa um conjunto de tecnologias que possuem
formas eficientes para ajudar os computadores a organizar as informac¸o˜es dis-
ponı´veis na rede. Analisa-se muito mais informac¸o˜es com percentagem mı´nima
de esforc¸o e com resultados mais precisos.
Para entender a Web 3.0 e´ precisa explicar o que e´ a Web Semaˆntica. O
objectivo Web Semaˆntica e´ estender os princı´pios da Web baseada em documen-
tos para uma Web baseada em documentos e dados. Os dados devem ser aces-
sados usando a arquitetura geral da Web, por exemplo, usando URIs (Uniform
Resource Identifier) , e devem ser relacionados uns aos outros assim como os
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documentos (ou partes de documentos). Isso significa tambe´m que e´ necessa´ria
a criac¸a˜o de uma estrutura comum que permita que dados sejam compartilha-
dos e reutilizados ale´m dos limites da aplicac¸a˜o, das empresas e comunidades,
processados automaticamente por ferramentas, bem como manualmente, inclu-
sive levantando possı´veis novas relac¸o˜es existentes entre os mesmos ou parte
deles (HERMAN, 2004; BERNERS-LEE; HENDLER; LASSILA, 2001).
A figura 2.1 mostra a aplicac¸a˜o destas tecnologias integradas com fra-
meworks que potencializam as ja´ bem conhecidas aplicac¸o˜es da Web 2.0, e
esta˜o, de modo geral, sendo definidas como gerac¸a˜o Web 3.0. A base das
aplicac¸o˜es Web 3.0 reside no Resource Description Framework (RDF) que dis-
ponibiliza meios para se ligar dados advindos de mu´ltiplos websites ou dife-
rentes bancos de dados, e na linguagem de consulta SPARQL (HOMMEAUX;
SEABORNE et al., 2006), que segue o padra˜o SQL (Structured Query Lan-
guage) e permite que sejam feitas consultas nos dados RDF. Mais informac¸o˜es
podem ser encontradas em Hendler (2009).
A Web 4.0 sera´ baseada em sistemas operacionais na Web. Sera´ um
sistema inteligente que englobara´ va´rias tecnologias. Lisboa (2009) relata que
ocorrera´ uma transformac¸a˜o global de natureza social, indu´strial e polı´tica. A
Web 4.0 atingira´ uma massa crı´tica de participac¸a˜o em redes online que ofere-
cera˜o transpareˆncia global, governanc¸a, distribuic¸a˜o, participac¸a˜o, colaborac¸a˜o
na indu´stria, redes polı´ticas e sociais e outros esforc¸os importantes da comuni-
dade.
A Web 4.0, de forma simplificada, sera´ como um gigantesco sistema
operacional inteligente e dinaˆmico, que ira´ suportar as iterac¸o˜es dos indivı´duos,
utilizando os dados disponı´veis, instantaˆneos ou histo´ricos, para propor ou su-
portar a tomada de decisa˜o. A grande diferenc¸a entre tudo o que existe hoje e
nos pro´ximos anos (2020-2030) e´ que isso acontecera´ automaticamente, com
base num complexo sistema de inteligeˆncia artificial (GODIN, 2007).
Para finalizar esta sec¸a˜o, a figura 2.2 permite visualizar a trajeto´ria,
evoluc¸a˜o das verso˜es da Web e, bem como, as tecnologias empregadas em cada
versa˜o. Como pode ser observado no gra´fico, existe um tendeˆncia de aumento
da complexidade e necessidade de recursos para suportar a constante evoluc¸a˜o
da Web. Sendo assim, pesquisadores da a´rea procuram constantemente novas
metodologias e te´cnicas que tornem essa evoluc¸a˜o possı´vel e e´ nesse contexto
que a Inteligeˆncia Artificial (IA) esta´ inserida.
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Figura 2.2: A evoluc¸a˜o da Web
Fonte: Radar Networks & Nova Spivack, 2010 - www.radarnetworks.com
2.2 APLICAC¸O˜ES WEB NO LADO DO CLIENTE
Aplicac¸o˜es web no lado do cliente sa˜o tipicamente pequenas e inde-
pendentes, sendo utilizadas para renderizar e atualizar dados remotos. Essas
aplicac¸o˜es sa˜o formatadas de maneira que um u´nico download e uma u´nica
“instalac¸a˜o” seja feita na ma´quina do cliente (W3C, 2011a). Como os criado-
res de pa´ginas HTML (HyperText Markup Language), os autores de aplicac¸o˜es
web no lado do cliente dependem de muitos formatos de arquivos e especifi-
cac¸o˜es para estruturar, implementar e empacotar suas aplicac¸o˜es. A imagem
na figura 2.3 apresenta uma estrutura tı´pica para uma aplicac¸a˜o web no lado do
cliente.
A camada mais abaixo da Figura 2.3, representa o ambiente de execuc¸a˜o
no hospedeiro (host runtime environment). Esta camada e´ diretamente cons-
truı´da, em um navegador de internet, ou proveˆ suporte similar. A maioria
dos ambientes de execuc¸a˜o fornecem suporte para o protocolo de transfereˆncia
de hipertexto HTTP (Hypertext Transfer Protocol), URI, Unicode, uma lin-
guagem de programac¸a˜o baseada em scripts chamada de ECMAScript, que e´
usada de base para a criac¸a˜o da linguagem JavaScript (ASSEMBLY, 1999) ,
CSS (Cascading Style Sheets), DOM (Document Object Model), que oferece
uma maneira dinaˆmica para se alterar o conteu´do de documentos eletroˆnicos
(uma pa´gina HTML, por exemplo), e algum mecanismo para renderizar mul-
timı´dia e sons. Com o advento do HTLM5, esta camada tambe´m inclui uma
API que proveˆ funcionalidades como: banco de dados, acesso controlado de
leitura/escrita a uma porc¸a˜o do sistema de arquivos local, XMLHttpRequest
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(KESTEREN; JACKSON, 2007), websockets, web workers (LUBBERS; AL-
BERS; SALIM, 2010), acesso ao hardware, etc, (W3C, 2011c).
Figura 2.3: Arquitetura t´ıpica de uma aplicac¸a˜o Web no lado do cliente
(Fonte: W3C (2011a)
2.2.1 HTML5
A primeira versa˜o de HTML, segundo Lubbers, Albers e Salim (2010)
foi publicada em 1993. Durante os anos 90 foram publicadas as verso˜es 2.0, 3.2
e 4.0. Em 1999 foi publicada a versa˜o 4.01 e a W3C (World Web Consortium)
assumiu o controle sobre as especificac¸o˜es.
Com o intuito de elevar a plataforma web para um novo nı´vel, um pe-
queno grupo denominado Web Hypertext Application Working Group (WHA-
TWG) foi criado em 2004. Este grupo foi responsa´vel pela especificac¸a˜o do
HTML5 e tambe´m iniciou trabalhos para agregar novas caracterı´sticas a` a´reas
da Web consideradas pouco avanc¸adas. Foi nesta e´poca que o termo Web 2.0
foi cunhado (LUBBERS; ALBERS; SALIM, 2010).
Em 2008, a W3C publicou a primeira versa˜o (working draft) do HTML5.
Pelo fato do HTML5 resolver problemas realcionados a: acesso a arquivos
e bancos de dados locais, acesso ao hardware, comunicac¸a˜o em tempo real,
CSS3, acesso offline, web semaˆntica, gra´ficos e multimı´dia, etc, os criadores e
mantenedores de navegadores de internet esta˜o implementando-a rapidamente
(LUBBERS; ALBERS; SALIM, 2010).
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2.2.2 Navegadores Web
Um navegador de internet (web browser) e´ uma aplicac¸a˜o de soft-
ware com a funca˜o de recuperar, apresentar e navegar atrave´s da World Wide
Web. Um recurso de informac¸a˜o e´ identificado atrave´s de uma URI e pode ser
uma pa´gina web, imagem, vı´deo, etc. Hyperlinks presentes, permitem que os
usua´rios naveguem facilmente atrave´s dos conteu´dos. Um navegador de inter-
net pode ser definido tambe´m como um programa que habilita seus usua´rios a
acessar, recuperar e visualizar documentos, entre outros recursos na Internet.
Embora os navegadores esta˜o primeiramente voltados ao acesso de conteu´do da
WWW, eles tambe´m podem ser usados para acessar informac¸o˜es providas por
servidores web em redes privadas ou em sistemas de arquivos (ROSENFELD;
MORVILLE, 1998; JACOBS; WALSH, 2004).
Em navegadores web mais modernos como por exemplo Google Ch-
rome, Firefox, Safari esta˜o presentes algumas caracterı´sticas que seguem:
• Renderizac¸a˜o de pa´ginas web consistente e de acordo com o padra˜o es-
talecido pela W3C;
• Interfaces receptivas e intuitivas;
• Suporte avanc¸ado para HTML5 e CSS3; e
• JavaScript com alta performance.
As pa´ginas web tem se tornado cada vez mais avanc¸adas, apoiando-
se em AJAX (Asynchronous Javascript and XML) e frameworks JavaScript
para proporcionar iteratividade e receptividade. Navegadores modernos, me-
lhoraram muito a performance de execuc¸a˜o de JavaScript em relac¸a˜o aos na-
vegadores do passado, permitindo aos desenvolvedores web utilizar JavaScript
cada vez mais avanc¸ado, assegurando uma boa experieˆncia de uso (NEMETH,
2009).
2.2.3 Web browser engine
Todo navegador de internet pussui internamente uma web browser en-
gine que proveˆ recursos para o acesso e renderizac¸a˜o de documentos HTML,
XHTML (Extensible HyperText Markup Language), SVG (Scalable Vector Gra-
phics), e interpretac¸a˜o de JavaScript, etc. Uma web browser engine pode ser in-
corporada em um aplicativo desktop, possibilitando que o mesmo tenha acesso
e apresente conteu´dos da Web. Uma ponte entre o ambiente de execuc¸a˜o do
JavaScript e a linguagem de programac¸a˜o utilizada na engine, possibilita a ex-
tensa˜o do ambiente JavaScript. Por meio de mo´dulos de conexa˜o com a internet
e´ possı´vel carregar pa´ginas de servidores Web ou do sistema de arquivos local
(NOKIA, 2011).
Uma web browser engine pode ser estendida para se acrescentar no-
vas funcionalidades a interface Javascript disponı´vel. Essas extenso˜es podem
ser feitas tanto a nı´vel de nu´cleo, pelo fato de existirem implemetac¸o˜es open
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source, exigindo desta forma que todo co´digo seja recompilado, ou atraves de
plugins fazendo-se uso da API (Application Programming Interface) NPAPI
(Netscape Plugin Application Programming Interface) ou ActiveX, descritos a
seguir.
2.2.4 Plugins
Plugins sa˜o bibliotecas que os usua´rios podem instalar em seus nave-
gadores de internet que permitem acessar conteu´dos que o navegador por si so´
na˜o suporta. Por exemplo, o plugin da Abobe Reader permite que os usua´rios
abram arquivos PDF (Portable Document Format) dentro do seu navegador.
Os plugins sa˜o escritos usando-se a API NPAPI , que se trata de uma
API cross-browser, permitindo a criac¸a˜o de plugins para todos os navegadores
mais comuns hoje em dia. O Navegador Internet Explorer suportou esta API
ate´ sua versa˜o 5.5 (MOZILLA, 2011). Apo´s esta versa˜o e´ necessa´rio utilizar o
ActiveX para o desenvolvimento de plugins para o Internet Explorer (CHAP-
PELL, 1996).
2.2.5 Web Toolkits
Atualmente, criar aplicativos para a web e´ um processo tedioso e com
alta incideˆncia de erros. Os desenvolvedores podem passar 90% do tempo tra-
balhando para contornar peculiaridades do navegador. Ale´m disso, a criac¸a˜o, a
reutilizac¸a˜o e a manutenc¸a˜o de grandes bases de co´digo JavaScript e compo-
nentes AJAX pode ser difı´cil e delicada (DEWSBURY, 2007; BARRY, 2008;
LEIGHTON, 2010).
Um Web Toolkit facilita esse processo, permitindo que os desenvolve-
dores criem rapidamente e mantenham aplicativos front end JavaScript com-
plexos e de alto desempenho em linguagens de programac¸a˜o como Java e
Python, por exemplo, onde o Web Toolkit faz a compilac¸a˜o cruzada para o
JavaScript otimizado que funciona automaticamente com todos os principais
navegadores de internet.
Como exemplos de Web Toolkits pode-se citar o Gooogle Web Toolkit
(GWT) (DEWSBURY, 2007) e o Pyjamas desenvolvido por Leighton (2010)
em Python.
2.3 O PARADIGMA DE AGENTES
2.3.1 Agentes
O termo “agente”, ou agente de software, tem sido utilizado em uma
se´rie de tecnologias, por exemplo, em inteligeˆncia artificial, bancos de da-
dos, sistemas operacionais e redes de computadores. Embora na˜o exista um
definic¸a˜o u´nica (RUSSEL; NORVIG, 2003; BRENNER; WITTIG; ZARNE-
KOW, 1998a; GENESERETH; KETCHPEL, 1994; BRADSHAW, 1997), pra-
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ticamente todas as definic¸o˜es apresentam um agente como uma entidade com-
putacional com comportamento autoˆnomo que lhe permite decidir suas pro´prias
ac¸o˜es. Um agente de software e´ conceituado como uma entidade que funciona
de forma contı´nua e autoˆnoma em um ambiente em particular, geralmente habi-
tado por outros agentes, que seja capaz de intervir no mesmo, de forma flexı´vel
e inteligente.
Seguindo Bellifemine et al. (2007), um agente e´ autoˆnomo porque
opera sem a intervenc¸a˜o de humanos ou outros e teˆm controle sobre suas ac¸o˜es
e estados internos. Um agente e´ social porque coopera com humanos e/ou ou-
tros agentes na tentativa de realizar suas tarefas. Um agente e´ reativo porque
percebe seu ambiente e responde em um tempo adequado a mudanc¸as ocorridas
no mesmo e, um agente e´ proativo porque na˜o so´ atua respondendo a mudanc¸as
no ambiente, mas tambe´m e´ capaz de exibir um comportamento direcionado a
objetivos, tomando a iniciativa da ac¸a˜o.
Ale´m disso, se for necessa´rio, um agente e´ capaz de se mover em seu
ambiente, como a habilidade de viajar entre diferentes nodos em uma rede de
computadores, por exemplo. Pode ser benevolente, sempre tentando executar
aquilo que e´ pedido a ele.
Frequentemente sa˜o feitas distinc¸o˜es entre agentes que sa˜o racionais e
os que na˜o sa˜o. Um agente e´ dito ser racional se escolhe executar ac¸o˜es que va˜o
de encontro aos seus interesses, podendo aprender, adaptando-se e ajustando-
se ao seu ambiente e/ou aos desejos de seus usua´rios (WOOLDRIDGE; JEN-
NINGS, 1995; BELLIFEMINE et al., 2007).
Figura 2.4: Agente e seu Ambiente. Baseada em Wooldridge e Jennings
(1995)
A figura 2.4 representa o agente e seu ambiente. O agente recebe dados
do ambiente atrave´s de seus sensores, e produz como saı´da ac¸o˜es que afetam o
ambiente, atrave´s de seus atuadores.
Segundo Wooldridge e Jennings (1995), de acordo com o tipo de pro-
blema com o qual esta´ habilitado a tratar, um agente pode possuir cem maior
ou menor grau, os seguintes atributos:
• Reatividade: a habilidade de perceber o ambiente de modo seletivo e
manifestar um comportamento como resposta a um estı´mulo externo;
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• Autonomia: comportamento dirigido a objetivos, pro´-ativo e auto-iniciado;
• Comportamento cooperativo: trabalhar com outros agentes para atingir
um objetivo comum;
• Habilidade de comunicac¸a˜o ao nı´vel de conhecimento: capacidade de
comunicar-se com pessoas ou outros agentes em uma linguagem de mais
alto nı´vel que um simples protocolo de comunicac¸a˜o programa a pro-
grama;
• Capacidade de infereˆncia: capacidade de agir a partir de especificac¸o˜es
abstratas de tarefas, usando conhecimentos pre´vios;
• Continuidade temporal: persisteˆncia de identidade por longos perı´odos
de tempo;
• Personalidade: capacidade de demonstrar atributos de um personagem;
• Adaptabilidade: habilidade de aprender com a experieˆncia; e
• Mobilidade: habilidade de migrar de uma plataforma para outra.
De acordo com Russell et al. (1995), Nwana (1996), agentes podem ser
classificados como segue:
Agentes Colaborativos/Baseados em Objetivos: as caracterı´sticas
chave deste tipo de agente incluem autonomia, habilidade social, reatividade e
proatividade. Assim, podem ser capazes de atuar racionalmente e com auto-
nomia em um sistema multiagente aberto ou com restric¸o˜es. Eles podem ser
benevolentes, racionais, confia´veis ou uma combinac¸a˜o destas caracterı´sticas.
Da mesma forma que precisam de uma descric¸a˜o do estado atual de seu ambi-
ente, tambe´m precisam de alguma espe´cie de informac¸a˜o sobre objetivos que
descrevam situac¸o˜es deseja´veis. Essa informac¸a˜o sobre objetivos, torna este
tipo de agente mais flexı´vel, porque o conhecimento que apoia suas deciso˜es e´
representado de maneira explı´cita e pode ser modificado.
Agentes de Interface: agentes de interface enfatizam a autonomia e
a aprendizagem para realizar tarefas pelos seus usua´rios. Agentes de interface
colaboram com seus usua´rios no mesmo ambiente de trabalho. A diferenc¸a esta´
em colaborar com o usua´rio, no caso de agentes de interface, e colaborar com
outros agentes no caso de agentes colaborativos.
Agentes Mo´veis: agentes mo´veis sa˜o processos computacionais capa-
zes de se deslocar atrave´s da rede, uma Wide Area Networks(WANs) tal como a
World Wide Web (WWW) , por exemplo, e interagir com hosts desconhecidos,
reunir informac¸o˜es e retornar apo´s realizar a tarefa a eles atribuı´da pelo usua´rio.
Agentes de Informac¸a˜o/Internet: agentes de informac¸a˜o surgiram
devido a` enorme procura por ferramentas que auxiliem os usua´rios no geren-
ciamento de informac¸o˜es encontradas na Web, geradas pelo crescimento ex-
plosivo sendo experimentado atualmente. Agentes de informac¸a˜o executam o
papel de gerenciar, manipular ou comparar criticamente informac¸o˜es oriundas
de muitas fontes distribuı´das.
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Agentes de Software Reativos: agentes reativos representam uma
categoria especial de agentes que na˜o possuem modelo simbo´lico interno repre-
sentativo de seu ambiente. Eles atuam/respondem da maneira estı´mulo-reposta
ao estado presente do ambiente em que esta˜o inseridos. O ponto mais impor-
tante de agentes reativos e´ que sa˜o relativamente simples e podem interagir com
outros agentes de maneira ba´sica.
Agentes Hı´bridos: agentes hı´bridos possuem algumas das carac-
terı´sticas mais fortes dos paradigmas deliberativos e reativos. Assim, agentes
hı´bridos, sa˜o aqueles na qual sua constituic¸a˜o e´ uma combinac¸a˜o de duas ou
mais filosofias em um u´nico agente.
2.3.2 Sistemas Multiagente (SMA)
Embora um agente possa atuar solitariamente dentro de um ambiente,
geralmente e´ necessa´rio interagir com outros agentes e/ou com seus usua´rios.
Sistemas em que existem mais de um agente sa˜o chamados de Sistemas Multi-
Agente (Multiagent Systems)(SMA). Um SMA pode modelar sistemas comple-
xos e introduz a possibilidade de os agentes terem objetivos conflitantes. Cada
agente pode interagir com os demais indiretamente, atuando no ambiente, ou
diretamente, via comunicac¸a˜o e negociac¸a˜o. Os agentes podem decidir co-
operar para o benefı´cio mu´tuo ou podem competir para servir seus pro´prios
interesses (WOOLDRIDGE; JENNINGS, 1995).
2.3.2.1 Caracterı´sticas de Sistemas Multiagente
Segundo Vlassis (2007) um SMA podem ser diferenciado pelas seguin-
tes caracterı´sticas:
Design do Agente: frequentemente existem agentes diferentes em
va´rias maneiras. Essas diferenc¸as podem envolver hardware e/ou software.
Tais agentes implementados com base em diferentes softwares ou hardwares
sa˜o conhecidos como agentes heterogeˆneos, em contraste com agentes ho-
mogeˆneos que possuem um design ideˆntico e a priori as mesmas habilidades.
A heterogeneidade pode afetar todos os aspectos funcionais de um agente, da
percepc¸a˜o a tomada de decisa˜o.
Ambiente: o ambiente, no qual os agentes esta˜o inseridos, podem ser
esta´ticos ou dinaˆmicos (mudam com o tempo). Em um SMA, a mera presenc¸a
de mu´ltiplos agentes torna o ambiente dinaˆmico do ponto de vista de cada
agente.
Percepc¸a˜o: a informac¸a˜o que chega aos sensores dos agentes coletiva-
mente em um SMA e´ tipicamente distribuı´da, os agentes podem observar dados
que diferem espacialmente (de diferentes lugares), temporalmente (chegam em
tempo diferente) ou semanticamente (requerem diferentes interpretac¸o˜es). O
fato de os agentes poderem observar coisas diferentes torna o “mundo” parcial-
mente observa´vel por cada agente, o que tem va´rias consequ¨eˆncias na tomada
de decisa˜o dos agentes. Por exemplo, planejamento em tempo o´timo pode se
tornar intrata´vel sob a observac¸a˜o parcial do ambiente.
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Controle: diferentemente de um sistema com um u´nico agente, o con-
trole em um SMA e´ tipicamente descentralizado. Isso significa que a tomada de
decisa˜o reside dentro de cada agente. Prefere-se um controle descentralizado
do que um controle centralizado (que envolve um centro) por razo˜es de robustez
e toleraˆncia a falhas.
Conhecimento: em sistemas com um u´nico agente, tipicamente assume-
se que o agente conhece suas pro´prias ac¸o˜es, mas na˜o necessariamente como
o mundo e´ afetado por elas. Em um SMA, o nı´vel de conhecimento de cada
agente sobre o estado corrente do mundo pode ser substancialmente diferente.
Por exemplo, em uma equipe de SMA envolvendo agentes homogeˆneos, cada
agente pode conhecer o conjunto de ac¸o˜es disponı´veis de algum outro agente,
ambos agentes podem conhecer (via comunicac¸a˜o) suas percepc¸o˜es correntes
ou podem inferir as intenc¸o˜es dos demais baseando-se em conhecimento ante-
riormente compartilhado. Em geral, em um SMA cada agente pode considerar
o conhecimento dos outros agentes do sistema na sua tomada de decisa˜o .
Comunicac¸a˜o: interac¸a˜o esta´ frequentemente associada a alguma
forma de comunicac¸a˜o. Tipicamente comunicac¸a˜o em SMA e´ vista como um
processo de duas vias, onde todos os agentes potencialmente podem ser envia-
dores (senders) e/ou receptores (receivers) de mensagens. Comunicac¸a˜o pode
ser usada em muitos casos, por exemplo, para coordenac¸a˜o entre agentes coo-
perativos.
2.3.3 Plataforma Multiagente (PMA) - Modelo de refereˆncia FIPA
Para permitir a interoperabilidade entre agentes/sistemas multiagente
desenvolvidos com o uso de diferentes plataformas e´ necessa´rio que cada pla-
taforma atenda uma se´rie de requisitos. Estes requisitos sa˜o estabelecidos,
principalmente, atrave´s de padro˜es para a comunicac¸a˜o entre agentes e suas
aplicac¸o˜es.
Os trabalhos para a especificac¸a˜o de padro˜es, iniciaram-se no inı´cio
dos anos 90 (GLUZ; VICCARI, 2003), atrave´s da iniciativa KSE (Knowledge
Sharing Effort), fomentada pela ageˆncia de pesquisas norte-americana DARPA
(INTERCHANGE, 1998). Essa iniciativa tinha como objetivo criar uma se´rie
de padro˜es de comunicac¸a˜o que permitissem que sistemas inteligentes compar-
tilhassem seus conhecimentos de forma padronizada. O principal resultado da
KSE foi a linguagem KQML (Knowledge Query and Manipulation Language)
utilizada para a comunicac¸a˜o entre agentes de forma padronizada atrave´s da
troca de mensagens (FININ et al., 1994).
Posteriormente, os resultados obtidos pela KSE foram amplificados e
estabilizados pelo modelo de refereˆncia FIPA (2002), estabelece uma normativa
para a criac¸a˜o de frameworks, dentro dos quais os agentes podem operar. Ele
estabelece um modelo lo´gico para a criac¸a˜o, registro, locac¸a˜o, comunicac¸a˜o,
migrac¸a˜o e finalizac¸a˜o de agentes.
O modelo de refereˆncia para gerenciamento de agentes, apresentado na
Figura 2.5, e´ composto dos seguintes componentes lo´gicos:
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Agente: segundo o conceito apresentado em FIPA (2002), que complementa
o que foi apresentado em 2.3.1, um agente e´ um processo computacional
que implementa de forma autoˆnoma a funcionalidade de comunicac¸a˜o
em um aplicativo. Agentes se comunicam atrave´s de uma Linguagem
de Comunicac¸a˜o de Agentes. O agente e´ um ator fundamental em uma
PMA e combina uma ou mais capacidades de servic¸o− conforme publi-
cado na descric¸a˜o de seus servic¸os − em um modelo de execuc¸a˜o unifi-
cado e integrado. Um agente deve ter pelo menos um dono, por exemplo,
com base na afiliac¸a˜o organizacional ou de propriedade do usua´rio hu-
mano, e deve suportar pelo menos uma noc¸a˜o de identidade. Essa noc¸a˜o
de identidade e´ o Identificador do Agente (Agent Identifier) (AID) que
rotula um agente para que ele possa ser distinguido claramente dentro do
universo de agentes. Um agente pode ser registrado em um nu´mero de
enderec¸os de transporte, nos quais em que ele pode ser contatado.
Directory Facilitator (DF): e´ um componente opcional em uma PMA. O
DF oferece servic¸os de pa´ginas amarelas a outros agentes. Agentes po-
dem registrar seus servic¸os ou consultar servic¸os oferecidos por outros
agentes atrave´s do DF. Podem existir va´rios DFs dentro de uma PMA.
Agent Management System (AMS): e´ um dos componentes obrigato´rios
em uma PMA. O AMS exerce supervisa˜o sobre o acesso e utilizac¸a˜o
da PMA. Apenas um AMS vai existir em uma PMA. O AMS mante´m
um direto´rio de AIDs que conteˆm os enderec¸os de transporte (entre ou-
tras coisas) para todos os agentes registrados na PMA . O AMS oferece
servic¸os de pa´ginas brancas para os agentes. Cada agente deve se regis-
trar no AMS a fim de obter uma ajuda va´lida.
Message Transport Service (MTS): e´ o me´todo de comunicac¸a˜o padra˜o
entre agentes de diferentes PMAs.
Software: descreve uma colec¸a˜o de instruc¸o˜es acessı´veis a um agente. Os
agentes podem acessar softwares para adicionar novos servic¸os, adquirir
novos protocolos de comunicac¸a˜o, adquirir novos protocolos/algoritmos
de seguranc¸a, acessar ferramentas de migrac¸a˜o, etc.
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Figura 2.5: Modelo de refereˆncia para gerenciamento de agentes
Fonte: FIPA (2002)
2.3.3.1 Ciclo de vida do agente FIPA
Figura 2.6: Ciclo de vida do agente
Fonte: FIPA (2002)
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Segundo FIPA (2002), agentes existem fisicamente em uma PMA e
utilizam as facilidades oferecidas pela mesma para realizar suas tarefas. Neste
contexto, um agente, como um processo fı´sico de software, tem um ciclo de
vida fı´sico que e´ gerido pela PMA. A seguir apresentamos o ciclo de vida que
pode ser usado para descrever o estados de um agente e as responsabilidades
do AMS nesses estados.
A figura 2.6 apresenta o ciclo de vida para um agente FIPA-compatı´vel,
que e´ definido pelas seguintes caracterı´sticas:
PMA delimitado: um agente e´ fisicamente gerenciado dentro de uma PMA
e o ciclo de vida deste agente e´ esta´tico e, portanto, sempre ligado a uma
PMA especı´fica.
Independente de aplicac¸a˜o: o modelo de ciclo de vida e´ independente de
qualquer aplicac¸a˜o e define somente os estados e as transic¸o˜es dos servic¸os
do agente em seu ciclo de vida.
Orientado a instaˆncia: o agente descrito no modelo de ciclo de vida e´ con-
siderado uma instaˆncia, ou seja, um agente que tem o nome original e e´
executado de forma independente.
U´nico: cada agente esta´ em apenas um estado do ciclo de vida em qualquer
momento e em apenas uma PMA.
A seguir sa˜o apresentadas as responsabilidades que um agente AMS,
em nome da PMA, tem em relac¸a˜o a` entrega de mensagens em cada estado do
ciclo de vida de um agente:
Ativo (Active): o Message Transport Service (MTS) entrega as mensagens
para o agente normalmente.
Iniciado/Esperando/Suspenso (Initiated/Waiting/Suspended): o MTS
armazena as mensagens em um buffer ate´ que o agente retorne ao estado
ativo ou encaminhe mensagens para uma nova localizac¸a˜o (se um enca-
minhamento estiver definido para o agente).
Traˆnsito (Transit): o MTS bufferiza as mensagens ate´ que o agente se torne
ativo, (ou seja, se a func¸a˜o de movimento falhar, na PMA original, ou
na PMA destino, em caso de sucesso na func¸a˜o de movimento) ou en-
caminha mensagens para um novo local (se um encaminhamento estiver
definido para o agente). Somente os agentes mo´veis podem entrar no Es-
tado de traˆnsito. Isso garante que um agente estaciona´rio executa todas
as suas instruc¸o˜es no no´ onde ele foi chamado.
Desconhecido (Unknown): o MTS adiciona as mensagens ao buffer ou
rejeita-as, dependendo da polı´tica do MTS e as necessidades de trans-
porte da mensagem.
Ainda apresentando uma descric¸a˜o da figura 2.6, as transic¸o˜es de estado
do agente podem ser descritas da seguinte forma:
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Criar (Create): a instalac¸a˜o ou criac¸a˜o de um novo agente.
Invocar (Invoke): a invocac¸a˜o de um novo agente
Destruir (Destroy): a destruic¸a˜o forc¸ada do agente. Isso so´ pode ser inici-
ado pelo AMS e na˜o pode ser ignorado pelo agente.
Terminar (Quit): a finalizac¸a˜o na˜o forc¸ada de um agente.
Suspender (Suspend): colocar o agente no estado de suspenso. Isso pode
ser iniciado pelo agente ou pelo AMS.
Retornar (Resume): tirar o agente do estado suspenso. Isso so´ pode ser feito
pelo AMS.
Esperar (Wait): coloca o agente no estado esperando. Isso so´ pode ser feito
pelo pro´prio agente.
Acordar (Wake Up): tirar o agente do estado esperando. Isso so´ pode ser
feito pelo AMS.
Mover (Move)*: colocar o agente em um estado de transic¸a˜o. Isso so´ pode
ser feito pelo agente.
Executar (Execute)*: tirar o agente de um estado de transic¸a˜o. Isso so´ pode
ser feito pelo AMS.
Em Bellifemine, Poggi e Rimassa (1999), Poslad, Buckle e Hadingham
(2000), Collier et al. (2003), Bordini, Hubner e Wooldridge (2007), podem ser
encontrados exemplos de PMAs, que implementam de forma ba´sica as carac-
terı´sticas apresentadas nesta sec¸a˜o.
2.3.3.2 PMA Distribuı´da
Seguindo a definic¸a˜o apresentada por Coulouris, Dollimore e Kindberg
(2005), um sistema distribuı´do e´ um sistema no qual os componentes locali-
zados em diversos computadores conectados em rede podem se comunicar e
coordenar suas ac¸o˜es apenas por meio de troca de mensagens. O comparti-
lhamento de recursos e´ a principal motivac¸a˜o para a construc¸a˜o de sistemas
distribuı´dos.
Bellifemine, Poggi e Rimassa (1999) relatam que o crescimento dos
recursos e informac¸o˜es em rede requer sistemas que possam ser distribuı´dos na
mesma e inter-operar. Tais sistemas apresentam dificuldades para serem desen-
volvidos com tecnologias de software tradicionais devido suas limitac¸o˜es para
lidar com a distribuic¸a˜o e interoperabilidade. Entretanto, tecnologias baseadas
em agentes, apresentam uma resposta promissora para facilitar a construc¸a˜o de
tais sistemas, e sendo assim uma PMA pode ser distribuı´da em va´rios compu-
tadores em rede, para tal fim.
* - Transic¸a˜o usada apenas por agentes mo´veis.
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2.4 TRABALHOS CORRELATOS
Ainda na˜o existem muitos trabalhos voltados a aproveitar os recursos
nativamente disponı´veis no lado do cliente para o desenvolvimento de sistemas
multiagente web. Procurou-se relacionar alguns trabalhos que possuem alguma
relac¸a˜o com a ide´ia aqui proposta. Nestes trabalhos, o sistema multiagente e´
executado quase que totalmente no servidor, e no lado do cliente apenas sa˜o
mostrados os resultados aos usua´rios atrave´s do navegador de internet. As pro-
postas que executam alguma lo´gica no lado do cliente, fazem uso de applets
Java.
O Framework Jadex (POKAHR; BRAUBACH; LAMERSDORF, 2005)
permite que sejam criados agentes racionais, escritos em XML e na lingua-
gem de programac¸a˜o Java. E´ possı´vel fazer a integrac¸a˜o entre estes agen-
tes e sistemas web atrave´s de um add-on chamado Webbridge, que permite
a comunicac¸a˜o entre agentes e Servlets.
Em Nguyen e Kowalczyk (2007) pode-se encontrar uma descric¸a˜o para
o WS2JADE. Se trata de um kit de ferramentas para a integrac¸a˜o de Web Ser-
vices com a plataforma de agentes Jade. Jade tambe´m possui uma extensa˜o
chamada WSIG (Jade Web Services Integration Gateway) (BOARD, 2005),
que fornece suporte para invocac¸a˜o de servic¸os de agentes Jade executando em
um servidor web, a partir do lado do cliente.
Aglets (LANGE et al., 1997) e´ uma plataforma Java com bibliotecas
para a construc¸a˜o de aplicac¸o˜es baseadas em agentes mo´veis. Um aglet e´ um
agente de Java que pode de forma autoˆnoma e espontaˆnea se deslocar de um
hospedeiro para outro com um pedac¸o de co´digo com ele. Ele pode ser progra-
mado para executar em um host remoto e mostrar comportamentos diferentes
em diferentes hosts. Basicamente, um aglet e´ um applet que pode se mover de
um hospedeiro para outro,levando consigo o co´digo a ser executado.
Ale´m dos trabalhos ja´ citados, foram encontrados dois trabalhos na
literatura, que sa˜o explicitamente voltados a` execuc¸a˜o de agentes em aplica-
tivos web no lado do cliente. Um que utiliza o Google Native Client (NaCl)
para disponibilizar uma interface JavaScript aos desenvolvedores, (HAENSCH
M. O., 2011) e outra chamada Jaca-Web (MINOTTI; PIANCASTELLI; RICCI,
2010), que faz uso do estilo de programac¸a˜o orientada a eventos de JavaScript
para desenvolver aplicativos concorrentes no lado cliente. Ambos trabalhos.
esta˜o descritos nas sec¸o˜es a seguir, procurado-se destacar suas qualidades e
suas deficieˆncias.
2.4.1 3APL-M + NaCl
A linguagem 3APL-M e´ uma variac¸a˜o para dispositivos mo´veis da lin-
guagem 3APL (Artificial Autonomous Agent Programming Language) e se pre-
ocupa em ter um tamanho reduzido para possibilitar seu uso nesses dispositi-
vos, em geral muito mais limitados em termos de memo´ria e capacidade de
processamento que computadores pessoais.
Tanto a linguagem original quanto a sua variac¸a˜o Mobile possuem uma
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estrutura de agente baseada no conceito de raciocı´nio pra´tico de Michael Brat-
man de crenc¸as, desejos e intenc¸o˜es, ou BDI (Belief, Desire, Intention). O mo-
delo de agente BDI utilizado pela linguagem 3APL-M e sua respectiva imple-
mentac¸a˜o sa˜o bastante simples, ajudando a diminuir a carga de processamento
envolvida na execuc¸a˜o dos agentes, melhorando os resultados na execuc¸a˜o via
browser.
O Google Native Client e´ uma plataforma de co´digo-aberto de sandbo-
xing para execuc¸a˜o segura de co´digo nativo na˜o confia´vel atrave´s de um brow-
ser. Essa tecnologia permite que aplicac¸o˜es Web com uma grande demanda
de processamento ou de interatividade, como jogos, aplicac¸o˜es multimı´dia e
ana´lise e visualizac¸a˜o de dados, sejam executadas na ma´quina do cliente com
acesso restrito, formando um ambiente seguro. Mais detalhes sobre o funcio-
namento da tecnologia pode ser encontrados na pa´gina do projeto, assim como
o kit desenvolvimento disponibilizado.
Um dos objetivos da plataforma era permitir a adic¸a˜o de func¸o˜es mais
complexas e de acordo com as necessidades do usua´rio da plataforma, atrave´s
de co´digo na linguagem JavaScript. Pore´m, a tecnologia Google NaCl na
versa˜o atual (0.3) na˜o permite que sejam feitas chamadas de func¸o˜es durante a
execuc¸a˜o da plataforma, impossibilitando essa funcionalidade no momento.
Como boas caracterı´sticas deste framework pode-se citar sua execuc¸a˜o
nativa no lado do cliente, o que pode aumentar o desempenho, e a facilidade
de uso dos aplicativos por parte dos usua´rios, uma vez que na˜o e´ necessa´rio
instac¸a˜o e/ou configurac¸a˜o. Como limitac¸a˜o pode-se citar que o NaCl so-
mente esta´ disponı´vel para o navegador Google Chrome, e desta forma, so-
mente usua´rios que utilizem este navegador podem acessar os aplicativos de-
senvolvidos com este framework.
2.4.2 Jaca-Web
Jaca-Web usa o estilo de programac¸a˜o orientada a eventos de JavaS-
cript para desenvolver aplicativos concorrentes e iterativos no lado do cliente.
Segundo Minotti, Piancastelli e Ricci (2010) a Web 2.0 esta´ mostrando de-
ficieˆncias em termos de propriedades de engenharia, tais como reusabilidade
e manutenibilidade. Bibliotecas adicionais, estruturas e te´cnicas de AJAX na˜o
ajudam a reduzir a lacuna entre o modelo JavaScript single-threaded e as ne-
cessidades de simultaneidade de aplicac¸o˜es.
Jaca-Web foi uma primeira tentativa de explorar um modelo de progra-
mac¸a˜o diferente, com base em uma camada de abstrac¸a˜o no modelo orientado
a agentes, onde entidades de primeira classe ou seja, agentes e artefatos podem
ser usados, respectivamente, paracaptar a simultaneidade de atividades e suas
interac¸o˜es, e para representar ferramentas e recursos utilizados pelos agentes
durante suas atividades.
Jaca-Web e´ uma implementac¸a˜o parcial de um modelo mais geral para
aplicac¸o˜es web no lado do cliente, descrito em Minotti, Piancastelli e Ricci
(2010) focado em superar a maioria dos problemas de compatibilidade entre os
navegadores web e as tecnologias orientadas a agentes disponı´veis. Jaca-Web
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usa Jason (agentspeak) como linguagem de programac¸a˜o − para programac¸a˜o
de agentes inteligentes − e Cartago − para a programac¸a˜o do ambiente onde
os agentes sa˜o inseridos.
Como boa caracterı´stica desta soluc¸a˜o, pode-se citar a abstrac¸a˜o dispo-
nı´vel para acomodar imcompatibilidades dos navegadores de internet. Embora
Jaca-Web possa ser utilizado na mairia dos navegadores de internet modernos,
ele executa dentro de applets Java, o que exige a instalac¸a˜o e configurac¸a˜o
do plugin Java no navegador do cliente, o que geralmente e´ fonte de muitos
problemas para os usua´rios comuns.
3 PROCEDIMENTOS METODOLO´GICOS
Este trabalho de pesquisa se enquadra na categoria de pesquisa tec-
nolo´gica, pois visa alcanc¸ar a inovac¸a˜o em um produto ou processo, frente a
uma demanda ou necessidade preestabelecida.
Seguindo a classificac¸a˜o por estilos apresentada por Wazlawick (2009),
este trabalho se enquadra no estilo de apresentac¸a˜o de uma forma diferente
para resolver um problema, sendo que este tipo de pesquisa e´ caracterı´stico
de a´reas emergentes, onde os resultados sa˜o apresentados como uma simples
comparac¸a˜o de te´cnicas.
Para o desenvolvimento deste trabalho, decidiu-se dividir em quatro
etapas principais, que esta˜o listadas a seguir:
1. Avaliac¸a˜o dos recursos e restric¸o˜es existentes no lado do cliente, pro-
pondo um modelo de SMA com base nos mesmos;
2. Avaliac¸a˜o de frameworks para desenvolvimento de SMA existentes, le-
vando em considerac¸a˜o as restric¸o˜es levantadas no item 1 bem como as
caracterı´sticas descritas na literatura como essenciais para a POA.
3. Proposic¸a˜o do framework a que se refere este trabalho, partindo-se do
framework selecionado na etapa 2 e do modelo proposto na etapa 1.
4. Implementac¸a˜o e validac¸a˜o, a partir de um estudo de caso.
A imagem da figura 3.1 apresenta de forma gra´fica as etapas listadas
acima. Estas etapas sa˜o descritas nas sec¸o˜es a seguir.
Figura 3.1: Metodologia utilizada
Durante a etapa de avaliac¸a˜o dos recursos e restric¸o˜es existentes (1), foi
feito um levantamento sobre os requisitos para a execuc¸a˜o de aplicativos Web
baseados no paradigma de agentes, no lado do cliente. Para tal, as seguintes
questo˜es foram levantadas:
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1. Como e onde executar estes aplicativos?
2. Quais sa˜o os recursos de software e hardware existentes, em geral?
3. Quais sa˜o as principais restric¸o˜es?
Com base na resposta para as perguntas acima, um modelo para o de-
senvolvimento de sistemas multiagente web, que execute no lado do cliente foi
proposto.
Com respostas para as questo˜es acima e com o modelo proposto, partiu-
se para a etapa seguinte, (2) na Figura 3.1. Nesta etapa, foram levantadas as
principais propriedades relativas a agentes, SMAs e PMAs. Como “principais
propriedades”, sera˜o consideradas aquelas que se enquadrem nos requisitos le-
vantados durante a etapa (1) e tambe´m as que sa˜o descritas na literatura como
mais importantes. Cada propriedade foi definida a partir do estado da arte en-
contrado na literatura.
Tendo-se as propriedades relacionadas, iniciou-se enta˜o a etapa de
avaliac¸a˜o de frameworks, onde foram considerados os que possuem pelo me-
nos algumas das propriedades definidas em (2), relacionadas aos requisitos
levantados em (1). Trata-se de uma avaliac¸a˜o empı´rica, realizada pelo autor
deste trabalho, onde, dada uma propriedade e um framework sendo avaliado,
tal propriedade foi dada como presente, parcialmente presente ou ausente no
framework em questa˜o. Obviamente, a lista de ferramentas e frameworks para
a POA e´ bastante extensa atualmente, o que torna praticamente impossı´vel a
avaliac¸a˜o de todas.
Ao final da segunda etapa selecionou-se um framework. Este fra-
mework serviu como base para o desenvolvimento do framework desenvolvido,
atendendo ao modelo proposto em (1). A ide´ia por traz da etapa (3), foi mode-
lar um framework baseando-se principalmente no framework selecionado em
(2), mas na˜o descartando a possibilidade de se usar as “partes bem sucedi-
das”dos demais, de acordo com a avaliac¸a˜o em (2) (entenda-se “partes bem
sucedidas”como a propriedade presente no framework), que atenda aos requi-
sitos levantados em (1) e (2).
Como resultado, na etapa (3) tem-se a proposic¸a˜o de um framework
voltado para o desenvolvimento de aplicativos Web, com eˆnfase na utilizac¸a˜o
de recursos disponı´veis no lado do cliente, utilizando-se a POA para tal.
Na etapa final, um proto´tipo inicial do framework foi desenvolvido e
avaliado atrave´s da proposic¸a˜o e implementac¸a˜o de um estudo de caso.
4 WEBMAS TOOLKIT
Conforme apresentado na introduc¸a˜o, este trabalho apresenta um mo-
delo para o desenvolvimento de sistemas multiagente plenamente distribuı´dos
de forma que aplicac¸o˜es possam ser executadas atrave´s de agentes que atuam
utilizando-se de recursos nativamente disponı´veis no lado dos clientes e em ser-
vidores distribuı´dos em diversas ma´quinas, procurando equilibrar a distribuic¸a˜o
de processamento e permitindo desta forma, a cric¸a˜o de aplicac¸o˜es mais robus-
tas.
Para chegar a soluc¸a˜o proposta foram realizadas algumas etapas, con-
forme descrito no capı´tulo sobre procedimentos metodolo´gicos. Estas esta-
pas compreendem um levatamento de caracterı´sticas deseja´veis ao framework
sendo proposto, avaliac¸a˜o de recursos e restric¸o˜es existentes no lado do cliente,
proposic¸a˜o de um modelo para o desenvolvimento de sistemas multiagente ple-
namente distribuı´dos, ana´lise e selec¸a˜o de framework base e proposic¸a˜o do
framework WebMAS Toolkit. Cada etapa esta´ descrita na sequeˆncia deste
capı´tulo.
Primeiramente, estabeleceu-se algumas caracterı´sticas deseja´veis a um
modelo para o desenvolvimento de SMAs web. Essas caracterı´sticas serviram
de base para a avaliac¸a˜o dos recursos e restric¸o˜es existentes no lado do cliente,
sendo elas:
• Portabilidade: a plataforma de execuc¸a˜o do SMA precisa ser com-
patı´vel com o maior nu´mero possı´vel de tecnologias, proporcionado ao
usua´rio final a mesma experieˆncia durante a utilizac¸a˜o de aplicativos, que
venham a ser desenvolvidos usando-se o modelo proposto. Consideran-
do-se o ponto de vista do desenvolvedor, e´ importante que a quantidade
de co´digo necessa´ria para atingir a portabilidade seja a mı´nima possı´vel,
na˜o tendo que “reinventar a roda” para que um aplicativo possa executar
em uma nova tecnologia alvo.
• Standalone (sem necessidade de extenso˜es): na˜o obrigar o usua´rio final
a realizar instalac¸o˜es e/ou configurac¸o˜es em seu dispositivo para poder
acesser um aplicativo desenvolvido a partir do modelo. A plataforma,
que implementa o modelo, deve ser executada usando-se apenas recursos
disponı´veis no lado do cliente.
• Open Source: a tecnologia empregada deve ser de co´digo aberto (open
source), possibilitando que assim que o framework que implemente o
modelo, seja aprimorado e extendido pela comunidade acadeˆmica em
geral, seguindo-se as regras da licenc¸a de software open source empre-
gada.
• Curva de Aprendizagem: o desenvolvimento de SMAs para a Web na˜o
deve exigir que o desenvolvedor tenha que aprender a utilizar muitas
ferramentas e/ou muitas linguagens de programac¸a˜o ao mesmo tempo,
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ou seja, seguir o modelo deve ser relativamente fa´cil, com uma curva de
aprendizagem curta.
4.1 AVALIAC¸A˜O DOS RECURSOS E RESTRIC¸O˜ES EXISTENTES
NO LADO DO CLIENTE
Visando responder a`s perguntas Como e onde executar estes aplicati-
vos?, Quais sa˜o os recursos de software e hardware existentes, em geral? e
Quais sa˜o as principais restric¸o˜es? apresentadas no capı´tulo 3 e usando as ca-
racterı´sticas listadas acima como base, buscou-se fazer um estudo sobre onde,
como e sob que condic¸o˜es um sistema mutiagente web pode ser executado no
lado do cliente.
Para apresentar tal estudo, as subsec¸o˜es a seguir relatam o onde, como
e sob que condic¸o˜es para cada possı´vel tecnologia levantada pelo autor.
4.1.1 Recursos Disponı´veis
Inicialmente, constatou-se que so´ existe uma possı´vel resposta para o
onde executar um sistema multiagente web no lado do clinte: em uma web
browser engine (motor de execuc¸a˜o dos navegadores de internet), sendo que
existem duas possı´veis variac¸o˜es para a utilizac¸a˜o de uma web browser engine:
em aplicac¸o˜es hı´bridas (Web/Desktop), onde a pro´pria engine e´ incorporada ao
aplicativo; na web browser engine do navegador de internet do usua´rio, aqui
chamada de aplicac¸a˜o web standalone.
Aplicac¸o˜es hı´bridas Web/Desktop: como descrito em 2.2.3, uma Web
browser engine possibilita que sejam criados aplicativos hı´bridos, isto e´, apli-
cativos que utilizam recursos Desktop, que tambe´m podem acessar conteu´dos
diretamente da Web. Como exemplos de engines podemos citar: Webkit (WEB-
KIT, 2011), QTWebKit (NOKIA, 2011), Gecko (NETWORK, 2011), etc (em
Wikipedia (2011), pode ser encontrada uma lista comparativa sobre web brow-
ser engines).
Algumas web browser engines possuem bibliotecas com funcionalida-
des implementadas para facilitar sua utilizac¸a˜o. QTWebKit, por exemplo, dis-
ponibiliza uma vasta biblioteca, incluindo recursos (NPAPI) que possibilitam
extender as funcinalidades presentes em sua interface JavaScript.
Mesmo que com o uso de web browser engine tenhamos: integrac¸a˜o
e utilizac¸a˜o de bibliotecas destinadas a aplicativos desktop, execuc¸a˜o nativa e
disponibilidade de implementac¸o˜es open source, existem alguns problemas re-
lacionados a portabilidade e necessidade de instalac¸a˜o/configurac¸a˜o no hospe-
deiro. Outro problema a ser destacado e´ o fato da necessidade de se incorporar
a engine ao aplicativo, o que aumenta muito o tamanho final do mesmo. Vale
tambe´m lembrar que utilizar uma web browser engine pode exigir do desenvol-
vedor conhecimentos em mais de uma linguagem de programac¸a˜o, tendo que
criar o aplicativo com partes em uma linguagem e partes em outra e fazer a
integrac¸a˜o destas partes, o que pode leva´-lo a cometer erros. A curva de apren-
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dizagem para a utilizac¸a˜o da tecnologia tambe´m e´ maior, pelo emprego de mais
de uma linguagem.
Aplicac¸o˜es web standalone: em uma aplicac¸a˜o web standalone a
ide´ia e´ que os aplicativos executem diretamente no navegador de internet do
hospedeiro, na˜o havendo necessidade de instalac¸a˜o e/ou configurac¸a˜o do apli-
cativo. Neste caso, os aplicativos seriam desenvolvidos a partir de recursos
nativamente disponı´veis nos navegadores (HTML + JavaScript). Cada vez que
o usua´rio acessar o aplicativo via web, estara´ acessando sempre a versa˜o mais
atualizada do mesmo, o que pode ser considerada uma grande vantagem desta
soluc¸a˜o. Outra vantagem importante relaciona-se a portabilidade. Hoje em
dia existem modernas e eficientes bibliotecas JavaScript, compatı´veis com a
maioria das verso˜es dos navegadores de internet mais modernos disponı´veis.
Por outro lado, existem problemas ao se considerar a curva de aprendi-
zagem da linguagem JavaScript e algumas de suas limitac¸o˜es como: linguagem
single-threaded, execuc¸a˜o interpretada (o que pode degradar o desempenho),
restric¸o˜es de acesso a arquivos locais (por medida de seguranc¸a), etc, que no
fim das contas exigem mais conhecimentos por parte do desenvolver, embora,
como sera´ apresentado mais adiante, existem soluc¸o˜es pra´ticas para o desen-
volvimento, que praticamente anulam essas limitac¸o˜es e problemas.
Aplicac¸o˜es Web standalone + plugins: muitos aplicativos web na˜o
sa˜o suportados nativamente nos navegadores de internet. Para poder executa´-
los e´ necessa´rio estender o navegador atrave´s da instalac¸a˜o de plugins. Java,
Flash e QuickTime sa˜o exemplos de plugins, criados a partir da NPAPI, descrita
em 2.2.4, utilizados para acrescentar novas funcionalidades aos navegadores de
internet.
Como vantagens desta tecnologia podemos citar: existeˆncia de imple-
mentac¸o˜es open source, integrac¸a˜o com bibliotecas desktop relativamente fa´cil
atrave´s do plugin e execuc¸a˜o parcialmente nativa, sendo que parte do aplicativo
e´ executava dentro do plugin e parte dentro do navegador. A parte executada
dentro do plugin, pode ter acesso ao hardware do cliente e executar instruc¸o˜es
nativas, como e´ o caso do plugin NaCl da Google (YEE et al., 2009).
Para esta tecnologia os problemas sa˜o praticamente os mesmos em se
usar uma uma web browser engine, ou seja, existem problemas de portabili-
dade (no nı´vel do plugin), necessidade de instalac¸a˜o e configurac¸a˜o no com-
putador do cliente, necessidade de que o desenvolvedor tenha conhecimentos
da linguagem em que o plugin foi desenvolvido e possivelmente de JavaScript,
ja´ que parte do aplicativo ira´ executar no navegador e parte no plugin, o que
tambe´m pode ser uma grande fonte de erros de programac¸a˜o, pela dificuldade
de depurac¸a˜o do co´digo. Outro grande problema, tanto para essa tecnologia,
quanto se usar uma web browser engine, e´ a necessidade do usua´rio reinstalar
o aplicativo a cada nova versa˜o ou atualizac¸a˜o, o que nem sempre e´ fa´cil.
A Tabela 4.1 resume os pro´s e contras em relac¸a˜o as tecnologias avali-
adas.
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Tabela 4.1: Pro´s e Contras das tecnologias avaliadas
Tecnologia Pro´s Contras
web browser engine implementac¸o˜es open source portabilidade prejudicada
facilidade de integrac¸a˜o exige instalac¸a˜o
execuc¸a˜o nativa tamanho de aplicativo
curva de aprendizagem
atualizac¸a˜o manual
web standalone implementac¸o˜es open source curva de aprendizagem
atualizac¸a˜o automa´tica execuc¸a˜o interpretada
portabilidade tamanho de aplicativo
sem instalac¸a˜o
web standalone + plugins implementac¸o˜es open source curva de aprendizagem
integraca˜o relativamente fa´cil portabilidade prejudicada
execuc¸a˜o parcialmente nativa exige instalac¸a˜o (plugin)
atualizac¸a˜o manual
tamanho de aplicativo
4.1.2 A soluc¸a˜o escolhida
Observando-se a tabela 4.1, chegou-se a conclusa˜o de que utilizar os
recursos de uma aplicac¸a˜o web standalone, onde existem implementac¸o˜es e
recursos open source, atualizac¸o˜es automatizadas, portabilidade e na˜o se exige
instalac¸a˜o e/ou extensa˜o de recursos para sua utilizac¸a˜o, e´ o melhor caminho a
se seguir. Assim, os sistemas multiagente web a serem desenvolvidos, com base
no modelo proposto neste capı´tulo, resultara˜o em aplicac¸o˜es web que executam
e utilizam recursos do navegador de internet, no lado do cliente.
Com a resposta para a pergunta Como e onde executar estes aplicati-
vos?, podemos agora fazer uma ana´lise mais detalhada sobre quais sa˜o os re-
cursos de software em geral e quais sa˜o as principais restric¸o˜es para a souluc¸a˜o
escolhida.
Recursos disponı´veis em aplicac¸o˜es web standalone: como recursos
disponı´veis em aplicac¸o˜es web standalone, conforme descrito na sec¸a˜o 2.2,
pode-se listar:
• Programac¸a˜o atrave´s de scripts (JavaScript);
• Renderizac¸a˜o de HTML, XHTML, SVG, etc;
• Definic¸a˜o de layout atrave´s de CSS;
• Recursos do HTML5 (webworkers, websockets, bancos de dados local,
etc);
• Ajax;




Restric¸o˜es existentes em aplicac¸o˜es web standalone: algumas das
restric¸o˜es existentes em aplicac¸o˜es web standalone esta˜o colocadas na tabela
4.1. Entre elas esta˜o, tamanho da aplicac¸a˜o reduzido e execuc¸a˜o interpretada.
Ale´m destas, outras podem ser citadas, seguindo-se o que foi apresentado na
sec¸a˜o 2.2:
• Muitos formatos de arquivos e especificac¸o˜es para estruturar a aplicac¸a˜o;
• Limitac¸o˜es do JavaScript como: linguagem single-threaded, restric¸o˜es
de acesso a arquivos locais, etc;
• Peculiaridades de cada navegador de internet; e
• Dificuldades de criac¸a˜o, reutilizac¸a˜o e manutenc¸a˜o de grandes bases de
co´digo.
Com respostas para as perguntas feitas no capı´tulo 3, poˆde-se propor
o modelo para o desenvolvimento de sistemas multiagente web, utilizando-se
os recursos levantados, e seguindo-se as restric¸o˜es acima citadas. As sec¸o˜es a
seguir apresentam o modelo e sua respectiva descric¸a˜o.
4.2 MODELO PARA DESENVOLVIMENTO E UTILIZAC¸A˜O DE SIS-
TEMAS MULTIAGENTE WEB NO LADO DO CLIENTE
Para o desenvolvimento de SMAs web, usando-se apenas recursos nati-
vamente disponı´veis no lado do cliente (no navegador de internet) e observando-
se as restric¸o˜es encontradas, propoˆs-se o modelo apresentado na figura 4.1.
Trata-se de um modelo bastante abstrato, que embora simples, apresenta a ide´ia
global da proposta.
No modelo existe uma intencional distinc¸a˜o entre o lado do cliente
e o lado do servidor, isto porque, de acordo com a proposta deste trabalho,
“Um Modelo para Desenvolvimento de Sistemas Multiagente Plenamente Dis-
tribuı´dos”, a intenc¸a˜o e´ de se executar os aplicativos web, seguindo-se o pa-
radigma de agentes, no lado do cliente, utilizando-se de recursos locais e pro-
porcionando-se maior autonomia e proatividade aos aplicativos, permitindo-se
que os mesmos evoluam e se adaptem as necessidades de seus usua´rios, a me-
dida que estes os utilizem.
Ao se observar a porc¸a˜o mais a esquerda da imagem na figura 4.1,
identificada como client-side, verifica-se, conforme proposto, que os aplicati-
vos executam dentro dos navegadores de internet, na˜o utilizando-se de outros
recursos, ale´m daqueles providos pelos mesmos (JavaScript + HTML).
As linhas tracejadas bidirecionais, enumeradas de 1la 4l, indicam
o fluxo que as informac¸o˜es podem seguir. Note-se que o modelo na˜o restringe
comunicac¸a˜o entre dois aplicativos que estejam executando no mesmo nave-
gador, em navegadores diferentes no mesmo hospedeiro ou navegadores em
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hospedeiros diferentes, ou seja, deve ser possı´vel, em aplicac¸o˜es web seguindo
o modelo, realizar troca de informac¸o˜es entre duas aplicaco˜es executando em
clientes diferentes, na˜o passando necessariamente pelo servidor.
Figura 4.1: Modelo para desenvolvimento e utilizac¸a˜o de sistemas multi-
agente plenamente distribu´ıdos
Outro ponto importante a se destacar e´ que o dipositivo (device) repre-
sentado no modelo, pode ser qualquer dispositivo que comporte a execuc¸a˜o de
um navegador de internet, ou seja, desde desktops, tablets, smartphones, etc.
Isso atende a caracterı´stica deseja´vel sobre portabilidade, definida no inı´cio
deste capı´tulo.
Neste modelo, o servidor possui o papel de hospedar os fontes dos apli-
cativos e fornecer servic¸os globais como: autenticac¸a˜o, tabela de enderec¸os,
suporte a migrac¸a˜o, banco de dados, etc, atuando de certa forma como coorde-
nador das subplataformas que executam no lado do cliente.
Com base neste modelo, na sec¸a˜o a seguir sera´ elaborado um estudo
sobre frameworks para o desenvolvimento SMAs. O objetivo e´ selecionar um
destes frameworks que servira´ de base para a proposic¸a˜o de um framework que
possibilite o desenvolvimento de sistemas multiagente plenamente distribuı´dos,
de acordo com o modelo proposto.
4.3 AVALIAC¸A˜O DE FRAMEWORKS PARA DESENVOLVIMENTO
DE SMA
Uma aplicac¸a˜o web que execute no lado do cliente esta´ sujeita a uma
se´rie de restric¸o˜es. Ale´m das citadas em 4.1.2, pode-se destacar: capacidade de
processamento reduzido, restric¸o˜es de seguranc¸a, tempo de resposta limitado,
etc. Desta forma, um framework que se destine ao desenvolvimento de SMAs
voltados a execuc¸a˜o no lado do cliente, deve estar atento a estas restric¸o˜es.
Pelo fato de ja´ existirem muitas propostas de frameworks para o de-
senvolvimento de SMAs, mas nenhum voltado especificamente para a web,
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com capacidade de executar standalone no lado do cliente, procurou-se avaliar
aqueles frameworks, cujas caracterı´sticas se aproximam ao modelo proposto,
levando em considerac¸a˜o as caracterı´sticas deseja´veis, recursos e restric¸o˜es
existentes e, conforme sera´ descrito a seguir, aqueles que possuem um mı´nimo
de propriedades relevantes ao desenvolvimento de SMAs, de acordo com o que
foi encontrado na literatura.
Ambientes restritos: do ponto de vista de uma PMA (Plataforma
MultiAgente), um ambiente restrito pode ser considerado: um ambiente onde
os recursos de hardware sa˜o limitados. Espac¸o, velocidade de memo´ria e ca-
pacidade de processamento servem como exemplo; um ambiente onde o tempo
de resposta do software e´ crı´tico (real-time), por exemplo, em um sistema de
monitoramento de seguranc¸a, onde ocorre um evento relativo a uma situac¸a˜o
de perigo, uma resposta a este evento deve ser dada em um tempo adequado;
um ambiente onde a largura de banda e´ reduzida, rede celular, por exemplo;
um ambiente onde os recursos de softwares sa˜o limitados, um aplicativo embu-
tido em um navegador de internet, por exemplo; para informac¸o˜es adicionais
pode-se consultar Kfir-Dahav, Monderer e Tennenholtz (2000), DiPippo et al.
(2001), Soler et al. (2002), Gasmelseid (2006).
o mapa conceitual representado na figura 4.2 apresenta as propriedades
consideradas na avaliac¸a˜o de PMAs realizado neste trabalho. Procurou-se ava-
liar plataformas com potencial para serem portadas a execuc¸a˜o em navegadores
de internet, ou seja, plataformas voltadas a execuc¸a˜o em ambientes restritos.
Para que as refereˆncias a estas propriedades sejam simplificadas, utilizou-se
a seguinte notac¸a˜o: Nome da propriedade(X), onde X passa a representar
a propriedade na sequeˆncia deste trabalho, podendo ser utilizada em lugar da
propriedade por extenso.
Figura 4.2: Mapa conceitual de propriedades avaliadas
Caso ocorra alguma du´vida quanto a notac¸a˜o, pode-se encontrar uma refereˆncia a ela na LISTA
DE SIGLAS na forma X Nome da propriedade.
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4.3.1 Propriedades consideradas
SG→ Seguranc¸a: Em uma aplicac¸a˜o desenvolvida seguindo-se o paradigma
de programac¸a˜o orientada a agentes, assim como em qual-
quer outro paradigma, a seguranc¸a e privacidade dos da-
dos e´ fator crucial a ser observado. Uma plataforma
multiagente deve garantir confiabilidade, confidenciabili-
dade, privacidade, integridade e autenticac¸a˜o para aten-
der minimamente as necessidades de seu usua´rio, (BOR-
SELIUS, 2002; MOURATIDIS; GIORGINI; MANSON,
2003; RAMCHURN; HUYNH; JENNINGS, 2005; LU;
HUANG, 2006; XIAO et al., 2007), e por este motivo, a
presenc¸a desta propriedade esta´ sendo avaliada.
MB→Mobilidade: Uma caracterı´stica inerente ao conceito de agentes e´ a mo-
bilidade. Um agente deve poder se movimentar dentro de
seu ambiente, seja ele fı´sico e/ou virtual (BORSELIUS,
2002; MALIK et al., 2005; ABECK; KOPPEL; SEITZ,
1998). A mobilidade torna aparente vantagens significan-
tes de SMAs, como por exemplo, a reduc¸a˜o de carga na
rede, porque um agente pode ir de encontro ao compu-
tador e/ou agentes com as informac¸o˜es necessa´rias para
a execuc¸a˜o de sua tarefa e executa´-la toda localmente no
computador alvo. Do ponto de vista te´cnico o processo
de migrac¸a˜o constitui uma das tarefas mais complexas no
uso de agentes mo´veis. Uma PMA deve fornecer meios
para o transporte de agentes entre dois computadores e
tambe´m determinar quais componentes devem ser transfe-
ridos durante a migrac¸a˜o de um agente(BRENNER; WIT-
TIG; ZARNEKOW, 1998b). Dada a importaˆncia da mo-
bilidade em SMAs e a necessidade de suporte para tal nas
PMAs, e´ crucial a presenc¸a de tal propriedade em uma
proposta de plataforma para SMA.
CP→ Compatibilidade: No desenvolvimento de novos aplicativos e´ importante
manter a compatibilidade com o software ja´ existente.
No desenvolvimento de aplicac¸o˜es orientadas a agen-
tes isso na˜o e´ diferente e uma proposta para tal deve
contemplar esse crite´rio e apresentar meios que tornem
possı´vel a integrac¸a˜o e uso por parte dos desenvolvedores
de software legado (SYCARA, 1998; JENNINGS, 2001;
NWANA, 2009; ZHAO et al., 2008).
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FC→ FIPA-Compatı´vel: Para proporcionar interoperabilidade entre diferentes
plataformas, deve-se seguir alguma especificac¸a˜o pre´-
estabelecida, que seja aceita pela maioria. Na comuni-
dade de SMAs essa especificac¸a˜o foi criada pela FIPA
(Fondation for Intelligent Physical Agents) (SPECIFICA-
TION, 2000). Como exemplo, a especificac¸a˜o “FIPA Abs-
tract Architecture Specification” (GENEVA, 2002) trata
da definic¸a˜o dos elementos arquiteturais presentes em um
SMA e das relac¸o˜es entre eles. Sendo assim, a propriedade
representada neste item, procura avaliar se a plataforma
esta´ de acordo com as especificac¸o˜es FIPA, permitindo a






De acordo com Bordini et al. (2009), uma IDE combina
diferentes ferramentas de desenvolvimento de software
sob uma interface unificada. O principal foco da IDE
e´ auxiliar o desenvolvedor nos processos de modelagem,
desenvolvimento, teste e implantac¸a˜o do sistema (BELLI-
FEMINE; POGGI; RIMASSA, 2001; BORDINI; HUB-
NER; WOOLDRIDGE, 2007; BRAUBACH; POKAHR;
LAMERSDORF, 2005). Sendo assim, pode-se considerar
que uma IDE, do ponto de vista de uma PMA, integra lin-
guagem de programac¸a˜o de agentes, metodologia de de-
senvolvimento, ferramenta de depurac¸a˜o, etc, sob uma in-
terface u´nica, facilitando e aumentando a produtividade
do desenvolvedor do SMA, e deste modo, consideramos
um importante caracterı´stica a ser avaliada.
FD→ Ferramenta de
Depurac¸a˜o (Debugger):
De acordo com Bordini et al. (2009) uma ferramenta
de depurac¸a˜o permite controlar e monitorar um pro-
grama em execuc¸a˜o com o objetivo de encontrar erros de
programac¸a˜o. Dada a importaˆncia de se criar aplicativos
que estejam livres de erros, a presenc¸a de uma ferramenta
de depurac¸a˜o tem grande relevaˆncia em uma PMA e de-
vido a isto, considerou-se este crite´rio (LIEDEKERKE;
AVOURIS, 1995; NDUMU et al., 1999; POUTAKIDIS;
PADGHAM; WINIKOFF, 2002).
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ET→ Extensibilidade: Em geral, extensibilidade pode ser definida como uma fa-
cilidade com a qual um software pode ser modificado para
se adaptar a novos requisitos e/ou mudanc¸as nos requi-
sitos existentes. Um SMA aberto, isto e´, que possui a
propriedade de aceitar a entrada de novos agentes com o
passar do tempo (openness) (SYCARA, 1998; VERCOU-
TER, 2002; ZAMBONELLI; PARUNAK, 2004; TAO;
HUANG, 2009; SHAH et al., 2005), pode ser con-
siderado como um sistema extensı´vel dinamicamente.
Decomposic¸a˜o, modularizac¸a˜o e abstrac¸a˜o sa˜o me´todos
que, do ponto de vista do desenvolvedor, possibilitam a
criac¸a˜o de softwares extensı´veis e reusa´veis. Para que de-
senvolvedores criem SMAs abertos e´ necessa´rio que as
PMAs fornec¸am os recursos necessa´rios. Sendo assim,




Em Shoham (1993) a Programac¸a˜o Orientada a Agen-
tes (Agent-Oriented Programming) (POA) e´ apresentada
como uma especializac¸a˜o da Programac¸a˜o Orientada a
Objetos (Object-Oriented Programming) (POO). O estado
de um agente consiste em componentes como crenc¸as, de-
sejos, intenc¸o˜es, deciso˜es, capacidades, obrigac¸o˜es, etc.
Por esta raza˜o o estado de um agente e´ chamado de es-
tado mental (WOOLDRIDGE, 2000). Os estados mentais
dos agentes sa˜o representados por operadores de crenc¸a
e a POA introduz operadores para obrigac¸o˜es, capacida-
des e deciso˜es, por exemplo. Agentes sa˜o controlados por
seus respectivos programas e a linguagem utilizada para a
criac¸a˜o destes programas precisa dar suporte a descric¸a˜o
dos estados mentais do agente. Desta forma, uma PMA
precisa suportar uma linguagem de programac¸a˜o de agen-
tes e, por este motivo, avaliou-se a presenc¸a desta pro-
priedade (BORDINI; DASTANI, 2005; BORDINI et al.,
2009).
Dentre os frameworks avaliados, procurou-se priorizar aqueles que
possuı´am uma versa˜o para a execuc¸a˜o em ambientes restritos, conforme des-
crito na sec¸a˜o 4.3.
Neste trabalho, foram avaliados os seguintes frameworks:
• JADE (Bellifemine, Poggi e Rimassa (1999), Caire e Pieri (2006)) :
JADE e´ um framework para o desenvolvimento de SMAs implementado
em linguagem Java. Esta´ em conformidade com as especificac¸o˜es FIPA
e atrave´s de um conjunto de ferramentas gra´ficas que suporta a imple-
mentac¸a˜o, depurac¸a˜o e fases de implantac¸a˜o. A plataforma de agen-
tes pode ser distribuı´da atrave´s de va´rias ma´quinas, mas a mobilidade e´
possı´vel somente dentro da mesma plataforma. JADE na˜o possui uma
linguagem de programac¸a˜o de agentes, uma interface para desenvolve-
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dores e uma metodologia de desenvolvimento explicitamente definidas.
JADE possui uma versa˜o leve chamada JADE-LEAP que pode executar
em dispositivos que va˜o desde celulares ate´ workstations.
• FIPA-OS (Poslad, Buckle e Hadingham (2000), Tarkoma e Laukkanen
(2002)) : FIPA-OS e´ um conjunto de ferramentas de desenvolvimento de
agentes e uma plataforma de execuc¸a˜o compatı´vel com o FIPA. FIPA-
OS oferece a comunicac¸a˜o de alto nı´vel ba´sica e funcionalidades para
o gerenciamento da comunicac¸a˜o, a capacidade de criar tarefas e sub-
tarefas, os servic¸os de plataforma ba´sica especificada pela FIPA (AMS,
DF), e sistemas de transporte de mensagens, tais como RMI e CORBA.
Possui uma versa˜o leve chamada de MicroFIPA-OS que executa em dis-
positivos mo´veis. Este framework na˜o possui ferramenta de suporte ao
desenvolvedor, suporte a mobilidade e na˜o possui suporte a nenhuma
metodologia de desenvolvimento de agentes.
• 3APL (Hindriks et al. (1999), Koch et al. (2006)) : 3APL na˜o se trata
exatamente de um framework e sim uma linguagem de programac¸a˜o
para a implementac¸a˜o de agentes cognitivos. Fornece construc¸o˜es de
programac¸a˜o para implementar crenc¸as, metas, capacidades ba´sicas (tais
como atualizac¸o˜es de crenc¸as, ac¸o˜es externas, ou ac¸o˜es de comunicac¸a˜o)
e um conjunto de regras de raciocı´nio pra´tico atrave´s do qual agentes
agentes metas podem ser atualizados ou revistos. Os programas sa˜o exe-
cutados 3APL na plataforma 3APL. Cada programa 3APL e´ executado
por meio de um interpretador que delibera sobre as atitudes cognitivas
de cada agente. Sua versa˜o leve e´ chamada 3APL-M executa em dispo-
sitivos mo´veis. 3APL na˜o e´ compatı´vel com FIPA, na˜o possui suporte a
migrac¸a˜o e na˜o da´ suporte ao desenvolvimento de aplicativos seguros.
• Agent Factory (AF) (Collier (2002), Muldoon et al. (2006)) : Agent Fac-
tory e´ uma colec¸a˜o de ferramentas de co´digo aberto que suportam o de-
senvolvimento e implantac¸a˜o de sistemas multiagentes. Possui suporte
para a implantac¸a˜o de sistemas multiagente em celulares, laptops, desk-
tops e servidores. E´ um framework compatı´vel com os padro˜es FIPA e
possui suporte a linguagens de desenvolvimento de agents como AFAPL
(Agent Factory agent programming language) e AgentSpeak(L). Sua in-
terface para desenvolvedores e´ modular o que facilita sua extensa˜o. Sua
versa˜o leve (AFME) possui suporte a migrac¸a˜o fraca, exigindo que o des-
tino, para o qual agente deseja de mover, ja´ possua o seu co´digo fonte.
Em termos de seguranc¸a, na˜o foi encontrado uma documentac¸a˜o clara
na literatura.
• Jason (Bordini, Hubner e Wooldridge (2007)) : Uma das melhores abor-
dagens conhecidas para o desenvolvimento de agentes cognitivos e´ a ar-
quitetura BDI (Beliefs-Desires-Intentions)(BRATMAN, 1987; WOOL-
DRIDGE, 2000). Jason interpreta uma versa˜o melhorada do AgentS-
peak, incluindo tambe´m comunicac¸a˜o entre agentes atrave´s de atos de
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fala (speak acts). Existem va´rias implementac¸o˜es de sistemas BDI ad-
hoc, mas uma caracterı´stica importante da linguagem AgentSpeak e´ a sua
base teo´rica. Outra caracterı´stica forte de Jason em comparac¸a˜o com ou-
tros sistemas BDI e´ que ele e´ implementado em Java, e portanto e´ multi-
plataforma, sendo se co´digo open-source sob a licenc¸a GNU LGPL. Ja-
son na˜o proveˆ suporte explı´cito para seguranc¸a e na˜o e´ compatı´vel com
FIPA, mas proveˆ recursos para desenvolvimento como ferremantas de
debug e IDE. Jason na˜o possui uma versa˜o leve, mas considerando-se o
tamanho de seu co´digo, e´ possı´vel porta´-lo para a execuc¸a˜o em ambien-
tes mais restritos.
Tabela 4.2: Frameworks avaliados
Plataforma CP LPA FD MB IDE ET FC SG
AF        #
Jason       # #
JADE  #  G#  #   
3APL    #  G# # #
FIPA-OS   # # # G#  #
A tabela 4.2 agrupa as propriedade avaliadas para os frameworks ava-
liados. As propriedades foram classificadas como presentes, ausentes ou parci-
almente presentes. As propriedades, representadas pelas siglas esta˜o definidas
na sec¸a˜o 4.3.1. Colocando-se uma ordem de framework com mais proprieda-
des presentes para framework com menos propriedades presentes temos: 1o
Agent Factory(AFME), 2o Jason, 3o JADE (LEAP), 4o 3APL (3APL-M) e 5o
FIPA-OS (MicroFIPA-OS).
Levando em considerac¸a˜o somente esta avaliac¸a˜o, a escolha natural
seria pelo Agent Factory, mas, conforme descrito no inı´cio deste capı´tulo o
objetivo deste trabalho e´ propor um framework para o desenvolvimento de sis-
temas multiagente plenamente distribuı´dos, seguindo-se um modelo que tenha
portabilidade, seja standalone, open source e com uma curva de aprendizagem
curta. Desta forma, o autor deste trabalho optou pelo Jason, visto que em-
bora Agent Factory seja open source e possua uma versa˜o leve, ao observar
sua implementac¸a˜o o autor observou que o mesmo faz uso pesado de execuc¸a˜o
concorrente, o que dificultaria muito portar seu co´digo para execuc¸a˜o standa-
lone.
4.4 O FRAMEWORK JASON
Ale´m de interpretar a linguagem AgentSpeak(L) original, segundo Bor-
dini, Hubner e Wooldridge (2007), o Jason possui os seguintes recursos:
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• negac¸a˜o forte (strong negation), portanto tanto sistemas que consideram
mundo-fechado (closed-world) quanto mundo-aberto (open-world) sa˜o
possı´veis;
• tratamento de falhas em planos;
• comunicac¸a˜o baseada em atos de fala (incluindo informac¸o˜es de fontes
como anotac¸o˜es de crenc¸as);
• anotac¸o˜es em identificadores de planos, que podem ser utilizadas na ela-
borac¸a˜o de func¸o˜es personalizadas para a selec¸a˜o de planos;
• suporte para o desenvolvimento de ambientes (que normalmente na˜o e´
programada em AgentSpeak; no Jason o ambiente e´ programado em
Java);
• possibilidade de especializar (em Java) as func¸o˜es de selec¸a˜o, de pla-
nos, as func¸o˜es de confianc¸a e toda a arquitetura do agente (percepc¸a˜o,
revisa˜o de crenc¸as, comunicac¸a˜o e atuac¸a˜o);
• possuir uma biblioteca ba´sica de “ac¸o˜es internas”;
• possibilitar a extensa˜o da biblioteca de ac¸o˜es internas.
Ale´m de programar o co´digo AgentSpeak dos agentes e prover o ar-
quivo de configurac¸a˜o do SMA, para viabilizar a execuc¸a˜o do SMA e´ ne-
cessa´rio criar o ambiente que os agentes percebera˜o e atuara˜o. Isto e´ feito
na forma de um classe Java. Esta classe deve ter pelo menos o seguinte co´digo:
hello
1 import j a v a . u t i l .∗ ;
2 import j a s o n .∗
3
4 p u b l i c c l a s s <EnvironmentName> ex tends Envi ronment {
5 p u b l i c boolean e x e c u t e A c t i o n ( S t r i n g ag , Term a c t ) {
6 . . .
7 }
8 }
onde <EnvironmentName> e´ o nome da classe ambiente que sera´ colocada no
arquivo de configurac¸a˜o do SMA.
A super classe Environment possui o me´todo getPercepts que retorna
uma lista onde o programador pode incluir e remover as percepc¸o˜ees que os
agentes tera˜o. Normalmente, a maior parte do co´digo do ambiente e´ escrita no
me´todo executeAction. Sempre que um agente tenta executar uma ac¸a˜o ba´sica,
o nome do agente e um objeto Term representando a ac¸a˜o escolhida pelo agente
sa˜o passados como paraˆmetros para este me´todo. Portanto, o co´digo deste
me´todo deve verificar se a ac¸a˜o e´ va´lida e enta˜o realizar o que for necessa´rio
para que a a ac¸a˜o seja de fato executada. Possivelmente a execuc¸a˜o da ac¸a˜o ira´
alterar as percepc¸o˜es dos agentes. Se o retorno do me´todo for verdadeiro (true)
significa que a ac¸a˜o executou com sucesso.
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Feita a avaliac¸a˜o de frameworks, de acordo com as propriedades apre-
sentadas e definidas neste capı´tulo, especialmente na sec¸a˜o 4.3, selecionou-
se enta˜o o framework Jason para servir de base ao framework proposto por
este trabalho, para o desenvolvimento de sistemas multiagente plenamente dis-
tribuı´dos.
Conforme descrito na sec¸a˜o 2.2.5, um Web Toolkit facilita o processo
de desenvolvimento de aplicativos web no lado do cliente, permitindo que os
desenvolvedores criem rapidamente e mantenham aplicativos front end JavaS-
cript complexos e de alto desempenho em linguagens de programac¸a˜o como
Java. Por este motivo, o autor deste trabalho decidiu fazer uso do Google Web
Toolkit (GWT) (DEWSBURY, 2008).
Figura 4.3: Framework para desenvolvimento de sistemas multiagente web
plenamente distribu´ıdos - WebMAS Toolkit
A figura 4.3 apresenta a arquitetura abstrata do WebMAS Toolkit. Na
parte superior da imagem e´ representada a execuc¸a˜o do lado do cliente do sis-
tema multiagentes. Com o uso de GWT e´ possı´vel compilar o Java empregado
nos sistema multiagentes desenvolvidos, gerando um arquivo executa´vel (Ja-
vaScript + HTML) compatı´vel e otimizado para cada navegador web.
Do ponto de vista do desenvolvedor, e´ possı´vel usar praticamente qual-
quer biblioteca Java com WebMAS Toolkit, bastando para tal, que a mesma
seja compatibilizada com o GWT e por consequeˆncia com o WebMAS Toolkit.
Dentre as principais vantagens em usar o GWT no modelo proposto,
pode-se citar:
• Uma u´nica linguagem para desenvolver tanto para cliente, quanto para o
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servidor;
• GWT cuida das diferenc¸as entre os navegadores;
• Minimiza o tamanho do co´digo;
• Erros sa˜o encontrados em tempo de compilac¸a˜o;
• Integrac¸a˜o completa com o framework de testes JUnit (incluindo suporte
ao teste unita´rio);
• Disponı´vel para Windows, Linux e Mac;
• Economia de espac¸o (ale´m de reduzir o tamanho do co´digo, os trechos
na˜o utilizados sa˜o eliminados);
• Plugin com suporte para desenvolvimento em IDEs como eclipse, net-
beans, etc..
4.5 IMPLEMENTAC¸A˜O E VALIDAC¸A˜O
4.5.1 Conceitos e ferrametas envolvidas
Google Web Toolkit (GWT): Com o uso do GWT e´ possı´vel pro-
gramar rapidamente como no JavaScript, no mesmo ciclo “editar - atualizar
- exibir” com o qual a maioria dos desenvolvedores esta´ acostumado, com a
vantagem adicional de poder depurar e percorrer o co´digo Java linha por linha.
O compilador do GWT compila o co´digo fonte Java para arquivos JavaScript
independentes e otimizados. Ao contra´rio dos minifiers JavaScript que fun-
cionam somente em nı´vel textual, reduzindo o tamanho dos arquivos atrave´s
de renomeac¸a˜o de varia´veis e me´todos, o compilador GWT executa ana´lises
esta´ticas abrangentes e otimizac¸o˜es em toda a base de co´digos do GWT, pro-
duzindo frequentemente scripts que carregam e executam mais rapidamente
do que um script equivalente criado por um desenvolvedor. Por exemplo, o
compilador GWT elimina co´digo sem func¸a˜o com seguranc¸a, cortando agres-
sivamente classes, me´todos, campos e mesmo paraˆmetros de me´todos na˜o utili-
zados, para garantir que o script compilado seja o menor possı´vel. Outro exem-
plo: o compilador GWT incorpora me´todos de forma seletiva, eliminando os
excessos das chamadas do me´todo.
A compilac¸a˜o cruzada permite que sejam mantidas as abstrac¸o˜es e a
modularidade necessa´rias para o desenvolvimento, sem prejudicar o desempe-
nho do tempo de execuc¸a˜o (DEWSBURY, 2008).
JavaScript Native Interface (JSNI): muitas vezes, ao se utilizar um
web toolkit, e´ necessa´rio integrar a API sendo desenvolvida com APIs ja´ exis-
tentes (neste caso APIs JavaScript) e/ou e´ necessa´rio ter acesso de baixo nı´vel
as funcionalidades do navegador internet. Em ambos os casos a JSNI resolve
o problema, permitindo integrar o JavaScript diretamente no aplicativo escrito
em Java (DEWSBURY, 2008).
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Overlay Types: com a JSNI e´ possı´vel chamar pedac¸os de co´digo Ja-
vaScript a partir de co´digo Java. Embora a JSNI funcione bem, so´ funciona no
nı´vel dos me´todos individuais. Alguns cena´rios de integrac¸a˜o requerem que o
desenvolvedor entrelace mais profundamente objetos JavaScript e objetos Java
e desta forma e´ necessa´ria uma maneira de interagir diretamente com objetos
JavaScript dentro do co´digo-fonte Java. Com overlay types e´ possı´vel integrar
famı´lias inteiras de objetos JavaScript dentro do co´digo Java, resolvendo este
problema (DEWSBURY, 2008).
Web workers: sa˜o tarefas em segundo plano que podem ser facil-
mente criadas, receber e enviar mensagens de volta para os seus criadores. A
criac¸a˜o de um worker e´ ta˜o simples como chamar o construtor Worker() cons-
trutor, especificando um script para ser executado no escopo do worker (W3C,
2011c).
Com Web Workers, e´ possı´vel executar scripts em threads distintas da
thread de UI, o que permite muito mais eficieˆncia na execuc¸a˜o e fluidez na
interface, principalmente por se tratar de um modelo que utiliza os nu´cleos
(cores) do processador disponı´vel.
Uma das caracterı´sticas mais interessantes das especificac¸o˜es do W3C
e´ a simplicidade de utilizac¸a˜o dos recursos, e isso se aplica a Web Workers, o
que torna o trabalho muito simples para o desenvolvedor.
A maneira mais simples para se utilizar um Web Worker e´ utilizar um
arquivo de script separado. Poderia tambe´m ser utilizado um script inline e
outras modalidades como DedicatedWorkers e SharedWorkers (W3C, 2011c).
4.5.2 Execuc¸a˜o concorrente no lado cliente
Para possibilitar a execuc¸a˜o de porc¸o˜es do co´digo de forma concorrente
no lado do cliente foram utilizados web workers. Uma API Java foi desen-
volvida, utilizando-se do conceito do JavaScript Native Interface (JSNI) e do
conceito de overlay types (tipos sobrepostos) presentes no GWT. Basicamente,
a implementac¸a˜o JavaScript para web workers disponibilizada pelos navega-
dores de internet, foi encapsulada e extendida por uma API implementada em
Java.
O diagrama de classes apresentado na figura 4.4 conteˆm as principais
classes presentes na API desenvolvida. A classe Worker, por exemplo, pode ser
utilizada para criar um novo web worker e executar co´digo em segundo plano.
A classe Timer tem a mesma finalidade que java.util.Timer servindo para se
criar e agendar temporizadores. As classes WorkerController, MessageHan-
dler, ErrorHandler e WorkerManager sa˜o utilizadas para a criac¸a˜o, controle e
gerenciamento de eventos relativos aos workers dentro da plataforma.
Para que porc¸o˜es de co´digo (um agente, por exemplo) possam ser exe-
cutadas concorrentemente em um web worker, e´ necessa´rio que seu co´digo
escrito em Java seja compilado e linkado como um mo´dulo independente. No
WebMAS Toolkit isso foi resolvido atrave´s da implementac¸a˜o e utilizac¸a˜o de
um linkador especial para gerar co´digo para os workers.
De acordo com a especificac¸a˜o e, consequentemente, implementac¸a˜o
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Figura 4.4: Diagrama de classe para WebMAS Toolkit worker
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dos web workers, os mesmos so´ podem se comunicar com o mundo externo
atrave´s do envio e do recebimento de mensagens de texto. Portanto, na˜o e´
possı´vel que me´todos implementados dentro de um web worker seja chamado
diretamente. Na˜o existe compartilhamento de memo´ria.
No WebMAS Toolkit, decidiu-se utilizar um padra˜o de projeto para im-
plementar uma camada de software que possibilita efetuar chamadas de me´todos
entre os workers e/ou navegador indiretamente. O desenvolvedor efetua a cha-
mada de me´todo a partir de um worker como se fosse um me´todo local, mas
na verdade uma camada de software intermedia´ria, que e´ gerada durante o pro-
cesso de compilac¸a˜o cruzada para JavaScript, captura esta chamada e executa
todos os procedimentos de serializac¸a˜o e deserializac¸a˜o dos argumentos, envio
para o worker ou thread principal onde o me´todo esta´ implementado (em forma
de mensagem), e caso exista retorno, serializac¸a˜o e deserializac¸a˜o do resultado
(apo´s a efetiva execuc¸a˜o do me´todo). Ao final retorna o resultado para o worker
que efetuou a chamada do procedimento. Para os workers,tudo se passa como
se esta camada intermedia´ria na˜o existisse. O padra˜o de projeto utilizado para
tal e´ o command patern (GAMMA et al., 2002) e a camada implementada foi
nomeada como Worker Procedure Call (WPC).
4.5.3 Worker Procedure Call (WPC)
Um WPC e´ uma chamada de procedimento a um me´todo externo a um worker,
podendo ele estar implementado na thread principal do navegador ou em outro
worker. O co´digo que e´ invocado a partir do worker tambe´m e´ conhecido como
uma action, o ato de fazer uma chamada de procedimento externo e´ referido
como invocar uma action.
O objetivo do WPC e´ tornar mais fa´cil a tarefa do desenvolvedor para
implementar co´digo que efetue troca de objetos Java (e por consequeˆncia Ja-
vaScript), durante uma chamada de procedimento entre workers, atrave´s do
mecanismo de envio e recebimento de mensagens dos mesmos. O worker e/ou
thread principal do navegador em que o procedimento e´ efetivamente execu-
tado e´ chamado de Receiver. O worker que invoca o procedimento e´ chamado
de Invoker. O ato de executar uma chamada de procedimento pode ser referida
como uma action. A implementac¸a˜o do WPC no WebMAS Toolkit e´ baseado
no padra˜o de projeto Java chamado command. Dentro do co´digo do Invoker,
uma classe proxy gerada automaticamente vai ser usada para fazer chamadas
para a action desejada.
Dentro do WebMAS Toolkit, e por conseguinte no WPC, a serializac¸a˜o
de objetos e´ suportada pela injec¸a˜o de co´digo durante o processo de compilac¸a˜o
com o uso do GWT. Para tornar os objetos de uma classe serializa´veis, basta
acrescentar linhas de co´digo equivalentes as linhas 3, 4, 6 e 7 na listagem 4.1,
a qualquer classe que se deseje tornar suas instaˆncias serializa´veis. O objeto
esta´tico WRITER e´ usado para serializar e o objeto sta´tico READER para dese-
rializar. Os objetos sa˜o serializados para JSON strings e deserializados a partir
delas.
1 p u b l i c c l a s s Book {
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2
3 p u b l i c i n t e r f a c e BookReader ex tends JsonReader<Book> {}
4 p u b l i c s t a t i c f i n a l BookReader READER = GWT. c r e a t e ( BookReader . c l a s s ) ;
5
6 p u b l i c i n t e r f a c e BookWri te r ex tends J s o n W r i t e r<Book> {}
7 p u b l i c s t a t i c f i n a l BookWri te r WRITER = GWT. c r e a t e ( BookWri te r . c l a s s ) ;
8
9 S t r i n g i s b n ;
10 i n t pages ;
11 S t r i n g t i t l e ;
12 Author a u t h o r ;
13 L i s t<S t r i n g> r e v i e w s ;
14
15




Listagem 4.1: Mecanismo de Serializac¸a˜o do WebMAS Toolkit
Essa automatizac¸a˜o do processo de serializac¸a˜o foi possı´vel grac¸as a
mo´dulo open source do GWT chamado Piriti que esta´ disponı´vel para down-
load no Google Project Hosting.
O diagrama apresentado na figura 4.5, apresenta de forma gra´fica como
esta´ estruturado o WPC dentro do WebMAS Toolkit.
No diagrama pode-se observar que Invoker e Receiver compartilham
bibliotecas que definem actions e results, definidas para cada procedimento
WPC. Durante o processo de compilac¸a˜o, o gerador (generator) WPC injeta
co´digo para o processo de serializac¸a˜o, cria as classes proxy e demais artefatos
necessa´rios.
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Figura 4.5: Modelo WPC (Worker Procedure Call)
5 RESULTADOS
Pelo fato de Jason ser implementado na linguagem Java, foi possı´vel
atrave´s da compilac¸a˜o cruzada com o uso do GWT, criar uma versa˜o JavaS-
cript do framework, compatı´vel com a maioria dos navegadores de internet
modernos. Para tornar possı´vel a compilac¸a˜o cruzada, toda a computac¸a˜o que
executava em threads Java teve de ser reestruturada e rearranjada para exe-
cutar dentro dos web workers, encapsulados pela API desenvolvida no Web-
MAS Toolkit. Por outro lado, algumas classes como Enviroment, InfraTier, etc
na˜o sofreram mudanc¸as significativas e, sendo assim, decidiu-se ater-se a`quelas
mudanc¸as realizadas no framework Jason e que foram importantes para o seu
correto funcionamento no lado do cliente. Essas classes que na˜o foram signi-
ficativamente alteradas ja´ esta˜o bem documentadas no framework Jason e na˜o
sera˜o descritas neste trabalho.
O Google Web Toolkit inclui uma biblioteca que emula um subconjunto
da biblioteca runtime Java. Esse conjunto pode ser traduzido automaticamente
para JavaScript pelo GWT. Apenas um subconjunto da runtime Java e´ supor-
tado. Esse recurso foi largamente utilizado no desenvolvimento do WebMAS
Toolkit. Desta forma, classes Java, utilizadas pelo Jason, e na˜o diponı´veis no
conjunto emulado pelo GWT, foram criadas e adicionadas a este conjunto.
Acredita-se que a grande contribuic¸a˜o do WebMAS Toolkit, e´ a pos-
sibilidade de se desevolver o sistema multiagente em uma linguagem de alto
nı´vel como Java, compilar para JavaScript para executar no lado do cliente ou,
se for o caso, executa´-lo no servidor ou em um desktop como uma aplicac¸a˜o Ja-
son normal. Uma aplicac¸a˜o pode tambe´m, ser dividida e executar parcialmente
no servidor, rodando em uma JVM e, parcialmente no navegador de internet, no
lado do cliente, rodando na forma de JavaScript. O GWT fornece recursos que
facilitam essa divisa˜o e a comunicac¸a˜o client/servidor, a qual foi incorporada e
ajustada para utilizac¸a˜o no WebMAS Toolkit.
5.1 DEFINIC¸A˜O E EXECUC¸A˜O DE UM SMA COM O USO DO WEB-
MAS TOOLKIT
Esta sec¸a˜o descreve o ciclo programar-compilar-executar para se de-
senvolver um SMA utilizando-se o WebMAS Toolkit. No WebMAS Toolkit, a
definic¸a˜o de um SMA deve incluir um conjunto de agentes definidos na lingua-
gem AgentSpeak e um ambiente onde todos estes agentes atuara˜o, programado
na linguagem Java. Estas informac¸o˜es devem ser inseridas em um arquivo texto
com extensa˜o .json e em conformidade com a sintaxe definida pela grama´tica
JSON definida em Crockford (2006), para que o WebMAS Toolkit saiba onde
encontra´-las. Com isso, na˜o foram necessa´rias alterac¸o˜es estruturais no Jason,
e assim, aplicac¸o˜es ja´ desenvolvidas para o Jason padra˜o, podem ser facilmente
adaptadas a execuc¸a˜o no WebMAS Toolkit.
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Conforme sera´ apresentado adiante, a listagem 5.3 representa um ar-
quivo de definic¸a˜o de um SMA. Na definic¸a˜o, a chave “MAS” representa o
nome dado ao sistema multiagente em questa˜o. “infrastructure”, representa um
objeto JavaScript que contem atributos relacionados a classe Java responsa´vel
pela inicializac¸a˜o do sistema multiagente. A chave “environment” da acesso
ao objeto JavaScript que conteˆm os dados necessa´rios a criac¸a˜o e inicializac¸a˜o
do ambiente no qual os agentes sera˜o inseridos e a chave “agents” refere-se
a um objeto JavaScript que conteˆm a definic¸a˜o de todos os agentes que sera˜o
inseridos no SMA. O co´digo AgentSpeak de cada agente, por exemplo, poder
ser acessado atrave´s da chave “aslBundleClass”.
Conforme descrito em 4.4, e´ necessa´rio criar o ambiente em que os
agentes sera˜o inseridos para que executem suas tarefas. Isso e´ feito atrave´s da
definic¸a˜o de uma classe Java no WebMAS toolkit.
O WebMAS Toolkit conteˆm um conjunto ba´sico de funcionalidades
para facilitar a criac¸a˜o de sistemas multiagente. No entanto, os desenvolvedo-
res geralmente teˆm uma variedade de requisitos especı´ficos ao desenvolver os
seus sistemas, como, por exemplo, acesso a banco de dados, sistemas legados,
interfaces gra´ficas, necessidade de percepc¸o˜es customizadas para os agentes,
manipulac¸a˜o de intenc¸o˜es diferenciado, etc. O WebMAS Toolkit seguiu a abor-
dagem ja´ presente no Jason, que oferece suporte a extenso˜es e customizac¸o˜es.
Tais customizac¸o˜es e extenso˜es envolvem programac¸a˜o Java. Com isso, du-
rante o desenvolvimento do sistema multiagente e´ possı´vel estender as biblio-
tecas ja´ presentes, conforme necessa´rio.
Uma vez que estejam definidos o co´digo AgentSpeak para os agentes, a
classe Java que representa o ambiente e as demais classes Java estendidas, con-
forme necessidade, basta compilar o co´digo com o uso do compilador cruzado
Java para JavaScrit do GWT e a aplicac¸a˜o SMA estara´ pronta para executar em
qualquer navegador de internet com capacidade de renderizac¸a˜o de HTML e
execuc¸a˜o de JavaScript, o que e´ o caso da maioria dos navegadores modernos.
Para realizar a depurac¸a˜o do co´digo, e´ possı´vel executar o aplicativo em
desenvolvimento diretamente no navegador de internet. Isso e´ possı´vel grac¸as
ao uso do GWT, que possui um plugin que auxilia o desenvolvimento de apli-
cativos na IDE eclipse, que permite visualizar alterac¸o˜es realizadas no co´digo
fonte, sem a necessidade de recompilac¸a˜o de todo o co´digo, ou seja, a alterac¸a˜o
pode ser visualizada no navegador, bastando para tal, que a pa´gina HTML em
que o aplicativo esta´ incorporado, seja atualizada.
5.2 ESTUDO DE CASO - GOLD MINERS
Para realizac¸a˜o de um estudo de caso, o autor selecionou um dos muitos
exemplos de sistemas multiagente desenvolvidos utilizando-se Jason e fez as
adaptac¸o˜es necessa´rias para sua execuc¸a˜o no WebMAS Toolkit. O exemplo
escolhido foi o Gold Miners (HU¨BNER; BORDINI, 2008), descrito a seguir.
Existem dois tipos de agentes na equipe: os mineiros (miners) e o
lı´der (leader). Mineiros sa˜o os agentes que interagem dentro do ambiente de
63
simulac¸a˜o e ajudam o lı´der na coordenac¸a˜o de algumas atividades. O lı´der
ajuda os mineiros a coordenarem-se em duas situac¸o˜es. Inicialmente divide o
grid que representa o ambiente em quatro quadrantes e aloca mineiros em cada
um deles; os mineiros, desta forma, procuram por ouro em lugares diferentes.
Como temos seis agentes e apenas quatro quadrantes, os dois agentes sem um
quadrante especı´fico ira˜o procurar ouro em qualquer lugar do grid, preferindo
os lugares menos visitados pelos outros. A segunda situac¸a˜o de coordenac¸a˜o
e´ o processo de negociac¸a˜o que e´ iniciado quando um mineiro veˆ um pedac¸o
de ouro e na˜o e´ capaz de coleta´-lo. Este mineiro transmite a localizac¸a˜o do
ouro para outros mineiros que, em seguida, enviam propostas para o lı´der. O
lı´der escolhe a melhor oferta e aloca o agente correspondente para recolher
aquele pedac¸o de ouro. O protocolo tambe´m estabelece que sempre que algum
agente decide ir para algum lugar de ouro, deve anuncia´-lo aos outros (para que
possam reconsiderar suas intenc¸o˜es). Da mesma forma, eles devem anunciar
quando eles coletam um pedac¸o de ouro.
Figura 5.1: Sistema multiagente Gold Miners, baseado em Hu¨bner e Bor-
dini (2008)
Para tornar a descric¸a˜o mais clara, as figuras 5.1 e 5.2 apresentam a
modelagem do sistema multiagente e do agente mineiro respectivamente.
Descrito o exemplo utilizado, partimos para como ele foi implementado
no WebMAS Toolkit. Para melhor entender a dinaˆmica de desenvolvimento, os
paragrafos a seguir decrevem como utilizar o WebMAS Toolkit, para depois
realmente fazeˆ-lo atrave´s do exemplo.
No WebMAS Toolkit, por consequeˆncia do uso do Jason, os agentes
sa˜o definidos usando-se a linguagem AgentSpeak. A listagem 5.1 apresenta
parcialmente o co´digo agentspeak para o agente leader, no estudo de caso uti-
lizando o WebMas Toolkit. Ja´ o ambiente, conforme descrito em 4.4, precisa
ser programado em Java. WebMAS Toolkit proveˆ uma vasta API Java para a
definic¸a˜o, configurac¸a˜o e execuc¸a˜o de sistemas multiagente. Classes Java, que
implementam os principais recursos e func¸o˜es dentro do framework podem
ser extendidas e customizadas para atender as necessidades do desenvolvedor.
64
Figura 5.2: Agent mineiro (miner), baseado em Hu¨bner e Bordini (2008)
Ale´m da API do Jason, outras APIs para o desenvolvimento de agentes podem
ser utilizadas em conjunto, bastando alguns ajustes para torna´-la compatı´vel
com o GWT.
1 / / l e a d e r a g e n t
2 /∗ q u a d ra n t a l l o c a t i o n ∗ /
3
4 @quads [ a t om ic ]
5 + g s i z e ( S ,W,H) : t rue
6 <− / / c a l c u l a t e s t h e area o f each q u a d r a n t and remembers them
7 . p r i n t ( ” D e f i n i n g q u a d r a n t s f o r s i m u l a t i o n ” , S , ” : ” ,W, ” x ” ,H ) ;
8
9 CellH = H d i v 2 ;
10 +quad ( S , 1 , 0 , 0 , W d i v 2 − 1 , Cel lH − 1 ) ;
11 +quad ( S , 2 , W d i v 2 , 0 , W− 1 , Cel lH − 1 ) ;
12 +quad ( S , 3 , 0 , CellH , W d i v 2 − 1 , ( Cel lH ∗ 2)−1);
13 +quad ( S , 4 , W d i v 2 , CellH , W− 1 , ( Cel lH ∗ 2)−1);
14
15 ! i n f o r m q u a d ( S , miner1 , 1 ) ;
16 ! i n f o r m q u a d ( S , miner2 , 2 ) ;
17 ! i n f o r m q u a d ( S , miner3 , 3 ) ;
18 ! i n f o r m q u a d ( S , miner4 , 4 ) .
19 . . .
20
21 /∗ n e g o t i a t i o n f o r found go ld ∗ /
22
23 + b i d ( Gold , D, Ag )
24 : . c o u n t ( b i d ( Gold , , ) , 5 ) / / f i v e b i d s were r e c e i v e d
25 <− / / . p r i n t (” b i d from ” ,Ag , ” f o r ” , Gold , ” i s ” ,D) ;
26 ! a l l o c a t e m i n e r ( Gold ) ;
27 . a b o l i s h ( b i d ( Gold , , ) ) .
28 / / +b i d ( Gold , D, Ag )
29 / / <− . p r i n t (” b i d from ” ,Ag , ” f o r ” , Gold , ” i s ” ,D ) .
30
31 +! a l l o c a t e m i n e r ( Gold )
32 <− . f i n d a l l ( op ( Di s t ,A) , b i d ( Gold , D i s t ,A) ,LD ) ;
33 . min (LD, op ( D i s t C l o s e r , C l o s e r ) ) ;
34 D i s t C l o s e r < 10000 ;
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35 . p r i n t ( ” Gold ” , Gold , ” was a l l o c a t e d t o ” , C lose r , ” o p t i o n s ware ” ,LD ) ;
36 . b r o a d c a s t ( t e l l , a l l o c a t e d ( Gold , C l o s e r ) ) .
37 / /−Gold [ s o u r c e ( ) ] .
38 −! a l l o c a t e m i n e r ( Gold )
39 <− . p r i n t ( ” c o u l d n o t a l l o c a t e go ld ” , Gold ) .
Listagem 5.1: Co´digo agentspeak para o agent leader
Durante o desenvolvimento, com o uso do plugin do GWT para a
IDE eclipse, alterac¸o˜es no co´digo podem ser imediatamente visualizadas di-
retamente no navegador. Na˜o ha´ necessidade de recompilar para JavaScript.
Basta fazer as alterac¸o˜es e clicar em “Atualizar” no navegador.
Durante a produc¸a˜o, o co´digo e´ compilado para JavaScript, mas du-
rante o desenvolvimento, ele e´ executado como bytecode no Java Virtual Ma-
chine. Isso significa que, quando o co´digo executa uma ac¸a˜o, como por exem-
plo um evento do mouse, ocorre uma depurac¸a˜o Java completa. Tudo o que
o depurador Java pode fazer se aplica ao co´digo GWT tambe´m e consequente
ao WebMAS, portanto, coisas como break points e passo u´nico, esta˜o natural-
mente disponı´veis. No WebMAS o GWT compilara´ o co´digo Java nos arqui-
vos independentes simples JavaScript que podera˜o ser hospedados em qualquer
servidor web. Ale´m disso, os aplicativos GWT suportam automaticamente IE,
Firefox, Mozilla, Safari e Opera, sem necessidade de detectar o navegador ou
criar casos especiais no programa, o co´digo e´ criado uma vez e o compilador
GWT o transforma no JavaScript mais eficiente para o navegador especı´fico de
cada usua´rio.
A listagem 5.3 representa o arquivo de configurac¸a˜o que define a estru-
tura geral para o sistema multiagente goldminers implementado com o uso do
WebMAS Toolkit. Da linha 2 ate´ a linha 15, esta´ definido a classe principal do
SMA GoldMiners Runner, que e´ responsa´vel por inicializar todo SMA dentro
da plataforma. Da linha 16 ate´ a linha 58, sa˜o definidas as configurac¸o˜es para
os agentes. Atributos como nome do agente, classe controladora, classe que
representa a base de crenc¸as de cada agente, etc, sa˜o definidos neste arquivo.
Vale lembrar que por limitac¸o˜es de espac¸o este arquivo de denic¸a˜o do SMA em
questa˜o, na˜o esta´ sendo apresentado em sua forma completa.
Atrave´s do pacote mas2js disponı´vel no WebMAS Toolkit e´ possı´vel
acessar estes dados de configurac¸a˜o de uma maneira pra´tica e intuitiva. O
me´todo apresentado na listagem 5.2, por exemplo, retorna um objeto do tipo
ClassDef, que representa a classe que implementa a infraestrutura utilizada pelo
SMA do Gold Miners.
1 p u b l i c n a t i v e C l a s s D e f g e t I n f r a D e f ( ) /∗−{
2 r e t u r n t h i s . i n f r a s t r u c t u r e ;
3 }−∗ / ;
Listagem 5.2: Example de me´todo presente no pacote mas2js
A primeira vista, isso parece ser relativamente banal, mas, pelo fato de
permitir que toda a configurac¸a˜o do SMA se concentre em um arquivo u´nico,
que e´ lido uma u´nica vez e passa a ser acessado programaticamente atrave´s do
pacote mas2js, esta soluc¸a˜o se constitui em uma ferramenta poderosa. Isso e´
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possı´vel grac¸as ao uso da syntax JSON no arquivo de configurac¸a˜o, a JSNI e aos
overlay types. No WebMAS Toolkit, isso ainda vai um pouco ale´m. O autor
faz uso de um recurso muito interessante, disponı´vel no GWT e incorporado
no WebMAS, chamado de Resource Bundle. Com ele e´ possı´vel, por exemplo,
garantir que o arquivo de configurac¸a˜o correto esta´ sendo acessado, uma vez
que com este recurso, o arquivo de configurac¸a˜o e´ incorpado ao co´digo gerado
pelo processo de compilac¸a˜o cruzada. Resource Bundle e´ utilizado em outros
locais do WebMAS, nas imagens que representam os agentes dentro do SMA
Gold Miners, por exemplo.
1 { ”MAS” : ” g o l d m i n e r s ” ,
2 ” i n f r a s t r u c t u r e ” : {
3 ” f u l l Q u a l i f i e d N a m e ” : ” . . . . i n f r a . GoldMiners Runner ”
4 } ,
5 ” e n v i r o n m e n t ” : {
6 ” f u l l Q u a l i f i e d N a m e ” : ” . . . . Min ingEnvi ronment ” ,
7 ” params ” : [
8 {
9 ” t y p e ” : ” i n t ” ,
10 ” v a l u e ” : 5
11 } ,
12 . . .
13 ]
14 } ,
15 ” a g e n t s ” : [
16 {
17 ” agentName ” : ”dummy” ,
18 ” a s l B u n d l e C l a s s ” : ” . . . . DummyASLBundle ” ,
19 ” c o n t r o l l e r C l a s s ” : {
20 ” f u l l Q u a l i f i e d N a m e ” : ” . . . . DummyControl ler ”
21 } ,
22 ” numberOfAg ” : 6
23 } ,
24 {
25 ” agentName ” : ” l e a d e r ” ,
26 ” a s l B u n d l e C l a s s ” : ” . . . . LeaderASLBundle ” ,
27 ” c o n t r o l l e r C l a s s ” : {
28 ” f u l l Q u a l i f i e d N a m e ” : ” . . . . L e a d e r C o n t r o l l e r ”
29 } ,
30 ” b e l i e f B a s e C l a s s ” : {
31 ” f u l l Q u a l i f i e d N a m e ” : ” . . . . DiscardBelsBB ” ,




36 ” agentName ” : ” miner ” ,
37 ” a s l B u n d l e C l a s s ” : ” . . . . MinerASLBundle ” ,
38 ” c o n t r o l l e r C l a s s ” : {
39 ” f u l l Q u a l i f i e d N a m e ” : ” . . . . M i n e r C o n t r o l l e r ”
40 } ,
41 ” age n tWorke r Pa th ” : {
42 ” p a t h ” : ” . . / g o l d m i n e r a g e n t s / g o l d m i n e r a g e n t s . nocache . j s ”
43 } ,
































E´ importante lembrar que todo esse processo de inicializac¸a˜o do SMA,
criac¸a˜o e execuc¸a˜o dos agentes ocorre no lado do cliente. Neste exemplo, o
servidor e´ meramente um hospedeiro e fornecedor dos arquivos fontes.
Na figura 5.3 e´ apresentado o sistema multiagente Gold Miners rodando
no navegador de internet Google Chrome, versa˜o 15, para sistema operacional
Linux. O sistema foi desenvolvido usando-se o WebMAS Toolkit e a interface
gra´fica foi desenvolvida com o uso das APIs gra´ficas disponı´veis no GWT.
Atrave´s da realizac¸a˜o do estudo de caso exposto acima, foi possı´vel ob-
servar que as caracterı´sticas deseja´veis ao framework, relatadas no capı´tulo 4,
foram atendidas. Conseguiu-se propor um framework totalmente opensource,
que trata a maioria dos problemas relacionados a portabilidade e os aplicati-
vos desenvolvidos com a ferramenta, executam standalone no lado do cliente.
A caracterı´stica Curva de Aprendizagem foi parcialmente atendida, pela raza˜o
exposta no paragrafo a seguir.
As limitac¸o˜es do WebMAS Toolkit sa˜o as mesmas presentes no GWT.
Dentre as principais pode-se citar o o tempo longo necessa´rio para um ciclo de
desenvolvimento (implantar, testar, ajustar, reimplantar) e a curva de aprendi-
zagem. O processo de compilac¸a˜o e´ relativamente demorado e nem todas as
alterac¸o˜es no co´digo, podem ser visulizadas atualizando a pa´gina do aplicativo
no navegador. Para usar o GWT corretamente, o desenvolvedor e´ forc¸ado a usar
padro˜es de projeto. Devido a isso a curva de aprendizado e´ bastante ı´ngreme
para desenvolvedores iniciantes.
Embora o estudo de caso na˜o trate sobre a comunicac¸a˜o entre agen-
tes rodandoo em diferentes plataformas, ou de maneira mais simples em di-
ferentes navegadores, e´ possı´vel que agentes localizados em direntes platafor-
mas ou mesmo servidores se comuniquem e migrem dentro da mesma. Atual-
mente o mecanismo utilizado para essa comunicac¸a˜o e´ o chamado Server Push
(GRAVELLE, 2010). Nesse mecanismo a aplicac¸a˜o rodando no cliente faz
uma requisic¸a˜o HTTP de longa data que permite o servidor web envie dados
para o navegador, sem que o navegador explicitamente solicite. Cometa (Com-
met) e´ um termo gene´rico, abrangendo va´rias te´cnicas para a realizac¸a˜o desta
interac¸a˜o. Todos estes me´todos dependem de recursos incluı´dos por padra˜o em
navegadores, como JavaScript. Atrave´s desse mecanismo e com a ajuda do ser-
vidor e´ possı´vel criar uma conexa˜o “virtual” entre plataformas/sub-plataformas
rodando em clientes diferentes, permitindo assim que os agentes efetuem a tro-
cas de informac¸o˜es ou mesmo migrem dentro da plataforma.
Atualmente ainda na˜o e´ possı´vel a comunicac¸a˜o direta (P2P), via web,
entre dois aplicativos, rodando em navegadores diferentes. Por isso a utilizac¸a˜o
do mecanismo de Server Push. Pore´m, existe na W3C um trabalho em anda-
mento para a especificac¸a˜o (ALVESTRAND, 2011; W3C, 2011b) de uma API
que permitira´ a utilizac¸a˜o de conexo˜es P2P para a comunicac¸a˜o entre aplica-
tivos web rodando em diferentes navegadores. Essa tecnologia podera´ ser uti-
lizada para a implementac¸a˜o de um mo´dulo dentro do WebMAS Toolkit para
comunicac¸a˜o de agentes rodando em diferentes navegadores sem a necessidade
da intervenc¸a˜o de um servidor web.
6 CONCLUSO˜ES E TRABALHOS FUTUROS
Acredita-se, com este trabalho, ter-se alcanc¸ado seu objetivo de pro-
por um modelo para o desenvolvimento de sistemas multiagente plenamente
distribuı´dos, permitindo um melhor aproveitamento dos recursos diponı´veis no
lapo do cliente por padra˜o. Para a utilizac¸a˜o destes recursos de computac¸a˜o,
foi proposto um framework que possibilita que sejam criados sistemas multia-
gente, que podem executar total ou parcialmente no lado do cliente, reduzindo-
se assim a dependeˆncia e a sobrecarga na rede experimentada pela arquitetura
cliente-servidor tradicional.
Com o framework desenvolvido e´ possı´vel que sejam criados aplicati-
vos web que incorporam caracterı´sticas naturalmente presentes no paradigma
de agentes, como por exemplo, permitir que aplicativo evolua e se adapte as ne-
cessidades do usua´rio a medida que este o for utilizando. Tambe´m, tornou-se
possı´vel prover maior autonomia e proatividade as aplicac¸o˜es web utilizando-se
dos conceitos e abstrac¸o˜es em alto nı´vel do paradigma de agentes.
Pelo fato do framework proposto ter sido implementado com o uso do
GWT, a complexidade do desenvolvimento e manutenc¸a˜o de aplicac¸o˜es web,
ditadas pelas tendeˆncias atuais, foram amenizadas. A utilizac¸a˜o da mesma lin-
guagem de programac¸a˜o tanto no lado do cliente, quanto no servidor e abstrac¸a˜o
das peculiaridades de cada navegador de internet pelo GWT sa˜o os fatores
chave na soluc¸a˜o deste problema.
O processamento concorrente entre tarefas no lado do cliente foi pos-
sibilitado pelo desenvolvimento de uma API que encapsula os web workers
especificados no HTML5 e implementados pela maioria dos navegadores mo-
dernos. Tambe´m foi desenvolvida uma API (WPC) para viabilizar a chamada
de me´todos entre web workers, uma vez que como o uso destes, so´ e´ possı´vel
troca de informac¸o˜es atrave´s de messagens de texto.
Levando-se em conta as caracterı´sticas deseja´veis ao framework, le-
vantadas no capı´tulo 4, Conseguiu-se propor um framework totalmente open-
source, que trata a maioria dos problemas relacionados portabilidade, onde os
aplicativos desenvolvidos executam no lado do cliente utilizando-se somente
de recursos disponı´veis por padra˜o.
Em comparac¸a˜o com as propostas relatadas nos trabalhos correlatos, o
WebMAS Toolkit apresenta soluc¸o˜es para as limitac¸o˜es de portabilidade e ne-
cessidade de realizar instalac¸a˜o e a configurac¸a˜o de extenso˜es no lado do cliente
para ter acesso aos aplicativos desenvolvidos com aquelas soluc¸o˜es. Tambe´m
possibilita que se tire vantagem da execuc¸a˜o concorrente no lado do cliente,
criando-se aplicativos mais robustos e com menor dependeˆncia de um servidor.
Como trabalhos futuros fica a implementac¸a˜o e validac¸a˜o de um mo´dulo
de seguranc¸a para o WebMAS Toolkit, a modelagem, implementac¸a˜o e valida-
c¸a˜o de um mo´dulo para a comunicac¸a˜o P2P entre clientes e a adequac¸a˜o do
framework aos padro˜es internacionais estabelecidos pela FIPA para permitir a
interoperabilidade com outras plataformas.
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