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ABSTRAKT
Tato práce se zabývá obecně autentizačními metodami, speciálně autentizací pomocí
znalosti. Následně jsou stručně popsány MD hash funkce, SHA hash funkce, Keccak,
Blake, Grostl, JH, Skein a uvedeno jejich srovnání na nízkovýkonových mikrokontrolérech.
Do našeho mikrokontroléru MSP430F2274 jsou naimplementovány a změřeny Keccak,
Blake, Grostl, JH, md5, SHA– 1, SHA– 224, SHA– 256 a Skein hashovací algoritmy.
Dále jsou navrženy dva jednoduché autentizační protokoly klient – server a provedena
jejich implementace a měření. Protokoly jsou zaměřené na nízkou paměťovou náročnost
a co nejmenší počet vyměněných zpráv při autentnizaci. První je určen pro zahájení
komunikace klientem a druhý serverem.
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ABSTRACT
This thesis deals with authentication methods, especially about authentication based
on knowledge. In the thesis, the hash functions such as MD hash function, SHA hash
function, Keccak, Blake, Grostl, Jh, Skein are described and shown their compilation
on low frequency microcontrollers. Into the microcontroller MSP430F2274 are Keccak,
Blake, Grostl, JH, md5, SHA– 1, SHA– 224, SHA– 256 a Skein hashing algorithms imple-
mented and measured. Also simple authentication protocols client – server are designed
and their implementation and measuring was done. Protocols are focused on low memory
requirement and the smallest number of measured messages during authentication. The
first solution is determined for the beginning of the communication from client and the
second from server.
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ÚVOD
Úkolem této bakalářské práce je vybrat a implementovat vhodnou metodu autenti-
zace, kde klient je tvořen výpočetně a paměťově omezeným zařízením, což je v našem
případě mikrokontrolér MSP430F2274 od firmy Texas Instruments. Protože je pro-
blém aplikovat náročné kryptografické protokoly na naše omezené zařízení, nejprve
se seznámíme a popíšeme různé možné metody autentizace a posléze zvolíme tu
nejvhodnější metodu pro náš případ. Tuto metodu následně podrobněji rozebereme
a navrheneme konkrétní řešení. Abychom mohli pracovat s naším mikrokontrolérem,
se v práci také seznámíme s programovacím prostředím Code Composer Studio v5.5
a přes programátor MSP–FET430UIF budeme nahrávat programy do mikrokontro-
léru. Do mikrokontroléru nahrajeme hash funkce, které běžně tvoří kryptografické
jádro autentizačních metod. Tyto implementace by měli být co nejvíce výpočetně
a paměťově efektivní. Následně je porovnáme a vybereme tu nejlepší. Tuto vybra-
nou hash funkci použijeme při implementaci našeho autentizačního protokolu do
mikrokontroléru MSP430F2274. Navržené autentizační protokoly by měli být co
nejjednodušší a zároveň dostatečně bezpečné.
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1 AUTENTIZAČNÍ METODY
Při procesu autentizace je ověřována identita určitého subjektu. Výsledkem tohoto
procesu ověření je souhlas nebo nesouhlas, na základě kterého je umožněn respek-
tive znemožněn přístup k určitému systému, datům či zdrojům. Tyto autentizační
metody se zakládají buď na něčem co daný uživatel zná, něčem co daný uživatel
má, nebo něčem čím daný uživatel je (obr. 1.1). Ukázkovým příkladem metod spa-
dajících do první z těchto možností je nějaké tajemství, kterým může být například
PIN, heslo či přístupová fráze. Do druhé kategorie zařadíme různé fyzické objekty,
mezi něž patří třeba token nebo čipová karta. Ve třetí kategorii se pak shrnují různé
charakteristiky daného jedince, jejichž typickým příkladem je otisk prstů. Všechny
tyto metody mají své klady ale i zápory. Více informací o autentizaci viz [12] a [11].
Obr. 1.1: Autentizační metody
Výhodou „něčeho, co daný uživatel zná“ je, že se jedná o vědomost a ne fy-
zický objekt, který se může ztratit nebo mu může být odcizen. Tuto znalost lze
snadno přenášet a zadávat do počítače. Systém obsluhující tuto metodu autentizace
lze snadno ovládat a není třeba složité údržby. Nevýhodou však je, že tato tajná
informace může být snadno zjištěna a to i bez vědomí uživatele. Lidská paměť je
ovšem s ohledem na zapamatování informace značně omezena. Tedy náhodné dlouhé
přidělené heslo si lze jen obtížně zapamatovat, což nám negativně ovlivní celkovou
bezpečnost tohoto autentizačního procesu.
Ovšem „něco, co daný uživatel má“ je fyzický objekt, který se označuje jako
token. Předností tohoto tokenu je , že ho lze pouze obtížně zkopírovat, ztrátu tohoto
tokenu lze snadno zjistit, a je schopen přenášet a zpracovávat náhodná data s velkou
entropií. Nevýhodou však je, že různé typy tokenů nebývají vzájemně kompatibilní
a často je jejich provedení značně složité. K použití tokenu také musí existovat čtecí
zařízení, což znamená nemalé náklady při zavedení této autentizační metody do
praxe. Další negativní věc je, že uživatel bez tokenu nemůže být rozpoznán. Při
ztrátě tohoto tokenu je vytvoření nového, obvykle časově náročného, což je pro
12
uživatele značně nepohodlné. Někdy může dojít i k poruše tokenu, což nelze před
samostatným pokusem o autentizaci zjistit. Více informací o tokenech viz [17][15].
Úplně odlišným způsobem autentizační metody je „něčeho, čím daný uživatel je“,
tj. biologické informace, které lze zjistit automatizovanou metodou tzv. biometriky.
Typicky jde o část těla nebo určitou charakteristiku osoby. Jednoznačnou výhodou
této autentizační metody je, že biometriky nejde ztratit či zapomenout. Nevýhodou
však je, že biometrické informace se velmi složitě měří (hodně záleží na tom co
je měřeno) a právě přesnost tohoto měření má velký vliv na celkovou bezpečnost
biometrických systémů. Více informací o biometrice viz [14][15].
Pro současné zachování výhod těchto metod a eliminace nevýhod, je řešením je-
jich vzájemné propojení. Toto propojení metod ze dvou výše uvedených autentizač-
ních metod se nazývá dvoufaktorová autentizace a požití všech tří třífaktorová auten-
tizace. V současnosti se nejběžněji používá dvoufaktorová autentizace [11]. Její nej-
používanější přiklad je personalizace mobilního telefonu pomocí SIM karty (obr. 1.2)
tedy tokenu, kde je přístup k této kartě chráněn přístupovým PINem neboli tajem-
stvím.
Obr. 1.2: SIM karta
Nemusíme však vždy ověřovat jen identitu uživatelů ale lze ověřovat i původ dat,
což se nazývá autentizace dat. Zde dochází k ověření, že data jsou autentická, že
známe odesílatele dat.
1.1 Autentizace znalostí
Nejjednodušším způsobem autentizace v současné době je autentizace pomocí hesla.
Používá se v naprosté většině aplikací a protokolů. Příkladem uvedeme SMTP, POP3
a IMAP protokoly na připojení do e-mailových serverů. Protokol funguje tak, jak
je uvedeno na obr. 1.3. Klient jednoduše pošle serveru heslo. Na serveru se nachází
databáze s uloženými hesly všech uživatelů, ve které si server najde příslušný klientův
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záznam. Dojde k porovnání hesla přijatého od klienta a hesla uloženém v databázi
a následnému vyhodnocení přístupu. Více o autentizaci znalostí viz [16][15][11][12].
Obr. 1.3: Jednoduchá autentizace heslem
Typické heslo je řetězec dlouhý 6–10 znaků a ne příliš jednoduchý (aby obstál
proti slovníkovému útoku nebo útoku hrubou silou) [11], ale aby si ho mohl uživatel
snadno zapamatovat. Uživatel většinou předává při přihlašování systému své heslo
(tedy sdílené tajemství) a přitom i svou identifikaci (login). Daný systém zkontroluje
tyto autentizační údaje s daty k danému uživateli, které jsou uloženy v databázi.
Dojde-li k prokázaní znalosti hesla k příslušnému loginu, systém toto vyhodnotí jako
správné doložení identity.
Většina uživatelů si není naprosto vůbec vědoma bezpečnosti, jakou představují
jejich hesla. Proto většina dnešních systémů umožňuje kontrolu bezpečnosti použí-
vaných hesel při registraci. Tento způsob vnucení bezpečného hesla uživatelům je
pak součástí celkové bezpečnostní politiky systému. Nevýhodou ale je, že většinou
nemůže uživatel použít heslo, které běžně používá, a musí si vymyslet nové, které
pak snadněji zapomene. Za heslo, které je bezpečné, lze považovat to, které běžnými
technikami na prolomení hesla, zabere neúměrně času. Heslo by mělo obsahovat
znaky z různých skupin (malá i velká písmena, číslice, další tisknutelné znaky),
a aby se nenacházelo v dostupných slovnících. Pro zvýšení bezpečnosti hesla je lepší
zvýšit základní množinu znaků, ze kterého lze hesla sestavit, než prodlužovat délku
hesla.
V případě PINu máme omezený počet pokusů, které máme k dispozici pro za-
dání správného řetězce, což je značné posílení bezpečnosti. Jestliže se většinou třikrát
netrefíme, tak dojde k systémovému zablokování PINu. Pro odblokování PINu a vy-
nulování počtu pokusů musíme použít nějaký složitější mechanizmus. Tím většinou
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bývá jiný delší PIN nebo je nutné osobní popřípadně telefonický kontakt s operá-
torem, kde je nutné se nejprve identifikovat jiným odlišným způsobem, než dojde
k samotnému odblokování PINu. Díky tomuto principu lze značně zjednodušit for-
mát a délku PINu oproti heslům. Obvyklá délka je 4–8 znaků a je složen pouze
z číslic. Ve většině případů si může uživatel PIN snadno měnit dle uvážení.
Mechanizmus omezení počtu pokusů bohužel nejde využít na hesla, protože je-li
login veřejně přístupný nebo snadno zjistitelný, byl by nasnadně jednoduchý útok
zamítnutí služby (pro zamítnutí přístupu konkrétního uživatele do systému stačí
útočníkovi, který zná daný login uživatele, zadat třikrát špatné heslo a do systému
už se nedostane ani oprávněný uživatel).
1.2 Autentizace předmětem
Token je jednoduše řečeno, takové zařízení, které uživatel nosí neustále sebou a jeho
vlastnictví je nutné proto, aby bylo možné se identifikovat, tedy autentizovat, do
systému. Může vypadat například takto obr. 1.4. Jejich jedinečnost je buď ve tvaru,
elektrické kapacitě, elektrickém odporu nebo obsahují jedinečné tajné informace
(kvalitní uživatelské heslo nebo kryptografický klíč). V některých případech jsou
schopny provádět specifické kryptografické výpočty. Více informací o autentizaci
předmětem viz [17][15][11].
Obr. 1.4: Token[9]
Nejčastějším autentizačním tokenem současnosti jsou karty. Dělíme je na něko-
lik typů. Většinou podle jejich schopností nebo obsahu. Nejjednodušším příkladem
jsou magnetický proužek obsahující karty. Obsahují neměnnou ale kdykoli přepsa-
telnou informaci. O něco složitějším a dražším příkladem jsou čipové karty, které
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provádí různé operace s uloženými daty. Většina lidí u nás dnes vlastní bankovní
účet, platební kartu nebo SIM kartu (obr. 1.2) v mobilním telefonu.[15]
Autentizační kalkulátor je dalším typem tokenu[17]. Kalkulátory jsou založeny
na tajemství, které je uchováno v kalkulátoru a také na autentizačním serveru,
nebo je založen na synchronizovaných hodinách. Způsob komunikace kalkulátoru
s uživatelem je důležitou vlastností. Je to klasicky klávesnice, displej a speciální
optická rozhraní či infračervený port, který nám umožňuje komunikaci kalkulátoru
přímo s počítačem.
Nyní se také poměrně často vyskytují tzv. USB tokeny (obr. 1.5) [17] . Pojem
„token“ nebyl použit správně, protože USB flash paměti v drtivé většině případů
není bezpečné úložiště dat, takže pro účely autentizace jsou zcela nevhodné. Ovšem
existují i speciální USB zařízení využívající stejnou technologii jako využívají čipové
karty. Jejich paměť je omezena řádově na kilobajty.
Obr. 1.5: USB Token[7]
1.3 Autentizace pomocí biometriky
Tyto techniky biometriky můžeme rozdělit na dvě odvětví a to na autentizaci ne-
boli potvrzení identity nebo na identifikaci.[11] Autentizace je děj, při kterém daný
uživatel předkládá tvrzení o své identitě (vloží kartu nebo zadá identifikátor) a na
základě tohoto předloženého údaje se srovnají jeho biometrické charakteristiky s cha-
rakteristikami, které jsou uloženy v databázi serveru u jeho identifikace. Prakticky
to funguje takto: „Je to správný uživatel, za kterého se vydává?“ Kdežto při iden-
tifikaci (nebo také vyhledávání) uživatel identitu nepředkládá, ale systém prochází
celou databázi uživatelů, zda-li najde schodu. Poté odpoví na otázku „Kdo je ten
uživatel?“ Je jasné, že identifikace je podstatně časově náročnější než verifikace
a to především se zvyšujícím se počtem uživatelů. Více informací o biometrice viz
[14][15][11].
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Biometrických technologií je velké množství. Založené jsou na snímání filozofic-
kých vlastností identifikované osoby (otisky konečku prstů obr. 1.6) nebo na chování
osoby (stopa hlasu nebo chůze). Jedná se o automatizované měření. Hodně techno-
logií se nachází teprve ve stádiu výzkumu (pachová analýza), ale většina technologií
jsou vyzrálé a komerčně používané (snímání oční duhovky). Ty systémy, které jsou
založeny na fyziologických vlastnostech, jsou převážně více spolehlivé než ty, které
snímají chování člověka, protože chování se snadno ovlivní únavou, náladou popří-
padě zraněním člověka.
Obr. 1.6: Otisk konečku prstu[8]
Hlavní rozdíl mezi technologií využívající biometrické vlastnosti a klasickou je od-
pověď autentizačního systému na požadavek. U biometrického systému nedostaneme
jednoduchou odpověď typu ano/ne, protože ani podpis člověka není vždy naprosto
stejný. Stejně tak při snímaní otisku prstů záleží jak prst na snímač přiložíme. Proto
potvrzení od biometrického systému nemůžeme brát nikdy za stoprocentní. Systém
nám pouze s určitou pravděpodobností potvrdí, zda je to správný uživatel.
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2 AUTENTIZAČNÍ PROTOKOLY VHODNÉ PRO
MIKROKONTROLERY
V této kapitole se již budeme zabývat pouze autentizací pomocí znalosti. Protože
naším úkolem je zabezpečit autentizační proces na výpočetně slabém zařízení, kde
by implementace autentizace pomocí biometriky, či autentizace pomocí předmětu
byla krajně nevhodná.
2.1 Autentizace heslem
Je to nejjednodušší autentizační proces (obr. 1.3). Subjekt, který požaduje být au-
tentizován, zadá heslo, toto heslo je pak následně ověřeno v systému. Ovšem po dobu
procesu systém pracuje s heslem v čitelné podobě, což je krajně nevýhodné, protože
kdokoli může heslo zachytit a mít okamžitě přístup k zneužití. Z toho vyplývá, že
by se tato jednoduchá autentizace neměla používat.
2.2 Autentizační protokoly výzva – odpověď
Probíhá-li autentizace uživatele v zabezpečeném výpočetním prostředí, jsou i přená-
šená autentizační data (PINy, hesla, šifrovací klíče) v bezpečí. To však neplatí pokud
se uživatel autentizuje ke vzdálenému systému. Autentizační data jsou pak přená-
šena nezabezpečeným prostředím a mohou být snadno odposlechnuta a zneužita pro
neoprávněný přístup. Proto se používají složitější autentizační procesy a to autenti-
zační protokoly. Ty nám umožňují demonstrovat znalost sdíleného tajemství, aniž by
během autentizace poskytla případnému útočníkovi jakoukoliv užitečnou informaci
využitelnou pro přístup k systému. Více informací o protokolech výzva – odpověď viz
[16][12].
Tyto protokoly jsou většinou budovány s využitím základních kryptografických
funkcí a pracují na principu výzva–odpověď. Při použití tohoto typu autentizace
se s trochou nadsázky opravdu jedná o jakýsi dialog mezi dvěma komunikujícími
zařízeními. První z nich posílá druhému výzvy a podle odpovědí dokáže určit, zda
na druhém konci komunikační linky je skutečně ta stanice, za kterou se vydává.
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Základní schéma na obr. 2.1, kdy si server ověřuje klientovu identitu, pak vypadá
takto:[12]
Obr. 2.1: Ověření klientovi identity
1. server pošle klientovi výzvu s přídavným ověřovacím parametrem
2. u klienta dojde k výpočtu odpovědi a následně jí odešle šifrovanou zpátky na
server
3. na serveru dojde k ověření správnosti nebo nesprávnosti přijaté odpovědi a ná-
sledné autorizaci.
Odpověděl-li klient správně, s vysokou pravděpodobností to znamená, že server ko-
munikuje se správným klientem. Přídavný ověřovací parametr znemožňuje útoční-
kovi některé útoky, při kterých by se vydával za některou ze zúčastněných stran.
Převážná většina autentizačních protokolů dnes běžně používá sdílené tajemství,
které si předem ustanoví. Jsou to například šifrovací klíče, které jsou řádově stovky
bitů dlouhé, takže těžko zapamatovatelné, proto jsou nejčastěji uloženy na tokenu
nebo někde v chráněném pamětovém modulu. Řešením tohoto problému je nasazení
speciálních autentizačních protokolů používající namísto klíče data s menší entropií
(PINy nebo hesla), které si uživatel snadněji zapamatuje. Někdy jsou nazývány
jako protokoly eskalační [11]. Jejich základem je kombinace symetrické a asymetrické
kryptografie. Zpravidla jsou odolnější proti útoku hrubou silou.
2.3 Autentizace pomocí certifikátu
Certifikát je jakýsi nosič klíčů, které se používají na šifrování, podepisování nebo
k autentizaci. Obě strany pro zabezpečenou komunikaci vlastní dva klíče. Jedná se
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tedy o asymetrickou kriptografii. Díky existenci dvou klíčů není nutná distribuce
klíče jak je vidět na obr. 2.2. První je veřejný a druhý soukromý (privátní). Většinou
má každý účastník více dvojic klíčů, kdy každý pár klíčů používá na jiné účely.
Soukromý klíč by měl být uschován na bezpečném místě například na čipové kartě
nebo na disku s chráněným řízeným přístupem. Veřejný klíč by měl být naopak
veřejně přístupný. O toto zveřejnění se stará certifikační autorita (CA) a to tak, že
tento veřejný klíč je uváděn jako údaj na certifikátu. Tento certifikát je elektronický
dokument, který má pevně dané položky. Více o certifikátech viz [13][11].
Obr. 2.2: Ověření elektronického podpisu
Jestliže toto řešení má fungovat v praxi, je vytvořena infrastruktura veřejných
klíčů (PKI). Je vybudována za pomoci řetězce důvěryhodných autorit. Každá jednot-
livá autorita tohoto řetězce ověří a certifikuje veřejný klíč dané následující autority.
Dvojice klíčů (veřejný a privátní) jsou jednoznačně matematicky svázány a proto
je takto vytvořený mechanismus ověřování totožnosti velice efektivní. Certifikační
autority jsou v řetězci jasně uspořádány do struktury s jasně definovanými vztahy
podřízenosti a nadřazenosti. Certifikační autoritu si může založit jakákoli organizace
a používat její výstupy pro svou interní potřebu.
2.4 Protokol EAP (Extensible Authentication Pro-
tocol)
EAP [18] je rozšíření pro protokol PPP (Point-to-Point Protocol). Umožňuje nám
použití jakékoli metody ověřování využívající výměny informací s jakoukoli délkou
a výměny pověření. Protokol EAP má standardní architekturu a podporuje v rámci
protokolu PPP další metody ověřování. EAP není autentizační mechanismus ale
pouze autentizační rámec. Metody EAP nám zajišťují sjednání autentizačních metod
a obecné funkce. Máme definováno přibližně 40 metod (LEAP, EAP–TLS, EAP–
MDP, EAP–SIM, IEEE 802.1X). EAP protokol není zprostředkovávací, ale namísto
toho definuje formát zpráv. EAP nám ukáže jak se provádí zapouzdření zpráv.
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Obr. 2.3: IEEE 802.1X
Jako příklad si uvedeme zapouzdření IEEE 802.1X. Při připojení uživatele do
systému 802.1X dojde k zablokování jeho komunikace, jen EAP protokolu je komu-
nikace povolena. Ten nám zajišťuje autentizaci probíhající takto:
1. klient má zapnutý „suplikant“, což je specializovaný program vysílající přes
EAP protokol žádost o autentizaci na AP server
2. switch (nebo AP) přepošle žádost RADIUS serveru
3. proběhne ověření uživatele
(a) o pokud je uživatel lokální, proběhne jeho ověření přímo na RADIUS
serveru
(b) o pokud uživatel lokální není, proběhne žádost o autentizaci přes struk-
turu RADIUS serverů až k uživatelově domovské síti
4. o výsledku autentizace je informován switch (nebo AP), který další síťový
provoz buď povolí nebo zakáže
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3 HASHOVACÍ FUNKCE
Pro naší potřebu autentizace je zapotřebí vybrat správnou hashovací funkci. Tato
funkce převede složitým matematickým algoritmem vstupní řetězec (například sou-
bor, text nebo i obrázek) na datový segment o 𝑥 bitech. Výstupní řetězec z hash
funkce se nazývá hash nebo otisk. Více o hash funkcích viz [4][2][1][4].
Co očekáváme od kvalitní hash funkce:[1][3]
• Velmi malou změnou na vstupních datech vznikne velký rozdíl na výstupu (na
otisku)
• Hash má pro libovolně dlouhý vstup vždy stejně dlouhý výstup.
• Funkce je jednosměrná. Ze znalosti otisku nebude možné zpětně dopočítat pů-
vodní zprávu. Z hashe se tedy dají původní data získat jenom útokem brutální
silou (není to totiž kódování nebo šifrování)
• Pro tytéž vstupní data bude výsledek vždy stejný.
• Pravděpodobnost kolize, tedy možnost nalezení dvou různých vstupních dat,
která budou mít stejný výsledek, je extrémně malá.
Při komunikaci po internetu procházející přes různé cesty se někdy stane, že
dojde ke změně přenášených dat a to vinou buď technické chyby na přenosové trase
nebo vinou útočníka. Při příchodu dat na přijímanou stranu se využívá mimo jiné
také otisku hash funkce pro ověření zda data došly v pořádku (obr. 3.1). Jestliže na
vstup hashovací funkce pošleme vstup libovolné délky, výstup z této funkce má vždy
pevně stanovenou délku například 160 bitů a nesejde na tom, zda soubor na vstupu
měl 1 kB nebo 10MB. V praxi to pak funguje tak, že na straně odesílatele dojde
k vypočtení otisku, který se pak přidá k odesílaným datům. Na straně příjemce dojde
také k výpočtu otisku, který se následně porovná s otiskem ze strany odesílatele.
Jsou-li tyto otisky shodné, byly data přeneseny správně.
Obr. 3.1: Ověření zda data došli v pořádku.
Pro nás však důležitější využití hash kódů, je využití při porovnávání hesel jak
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je vyobrazeno na obr. 3.2. Představte si, že ve firmě jsou hesla zákazníků uchována
v databázi hesel, ale firma má strach, aby nedošlo k zneužití těchto hesel. Někdo
by mohl proniknout do systému a zmocnit se této databáze, popřípadě by také
mohlo dojít ke zneužití bývalým nebo nespokojeným zaměstnancem firmy. Proto
i pro firmu je nejlepší, když uživatelské heslo zná jen uživatel sám. Z tohoto důvodu
se v databázích firem uchovávají jen otisky hesel. Jestliže se pak uživatel přihlašuje
a zadá své heslo, nedojde k odeslání tohoto hesla, ale pouze otisku z hashovací funkce
na jejíž vstup bylo heslo posláno. Na serveru dojde k porovnání tohoto otisku a otisku
uloženém v databázi. Dojde-li ke shodě těchto řetězců, bude přihlášení úspěšné.
Obr. 3.2: Autentizace hashem.
Jako příklad si uvedeme ukázku otisku z hashovací funkce SHA–1. Na výstupu
SHA–1 se vytvoří otisk, který je dlouhý 160 bitů. Což se dá jiným způsobem na-
psat jako 40 hexadecimálních číslic. Na ukázce si můžeme všimnout, jak při změně
jediného písmena v hesle, dojde k vygenerování naprosto odlišného otisku.
Příklady hashe SHA–1:
• heslo → 6e017b5464f820a6c1bb5e9f6d711a667a80d8ea
• password → 5baa61e4c9b93f3f0682250b6cf8331b7ee68fd8
• passwork → 727fc2719077df003bf305600d2bec45c060e526
Postupem času vznikly takzvané „Duhové tabulky“ neboli rainbow tables. Jde
o jednoduchou, ale obsáhlou, databázi nejběžnějších hesel a jejich otisku (tyto ta-
bulky mohou dosáhnout velikosti řádově GB až TB). Lámání hesel, pomocí těchto
tabulek u běžných hesel trvá u MD5 řádově jednotky hodin.
Jako ochrana před duhovými tabulkami dochází k takzvanému „solení“. Tato
metoda pracuje tím způsobem (obr. 3.3), že se k heslu přidá náhodný řetězec znaků,
který označujeme právě jako sůl. Jako tajemství může být i to, za kolikátý znak
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v původním hesle se tato sůl bude připojovat. Tento nově vzniklý řetězec se ná-
sledně zahashuje a odešle k ověření spolu s informacemi o klientovi. Takto útoční-
kovi znemožníme použití předem připravených duhových tabulek. Jako sůl se může
brát například část z loginu uživatele. Útočník by nejdříve potřeboval zjistit, co za
sůl používáme a na jaké místo řetězci jí vkládáme. Tím docílíme i toho, jestliže dva
uživatelé při registraci zadají stejné heslo, po osolení budou otisky jejich hesel zcela
odlišné. V následující sekci se zaměříme na jednotlivé hashovací algoritmy.
Obr. 3.3: Proces solení
3.1 MD algoritmy
3.1.1 MD
Jde o řešení, vyvinuté Ronaldem Rivestem, profesorem Massachusettského techno-
logického institutu a jedním z vynálezců krypto-systému RSA. Funkce nikdy nebyla
veřejně publikována a ani nenašla široké využití. Zkratka MD představuje „Message
Digest“, čili česky podpis zprávy neboli otisk.
3.1.2 MD2
Jedná se o první publikovaný algoritmus z rodiny funkcí MD, určený pro 8 bitové
procesory s malou pamětí. Hodí se pro embedded zařízení. Byl navržen roku 1989
Ronaldem Rivestem a publikován v dubnu 1992 jako RFC 1319.
Hashování tímto algoritmem probíhá ve třech fázích. V první fázi je řetězec,
který má být hashován, zarovnán na délku dělitelnou 16 ti. Ve druhé fázi se počítá
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16 bajtový kontrolní součet, který je připojený ke konci zarovnané zprávy. Ta je
poté rozdělena do 16 bajtových bloků. Třetí fáze sestává z opakování kompresní
funkce, která počítá nové hodnoty pro zřetězení. Zřetězuje se vždy hodnota aktuální
proměnné, ta je v každém cyklu aktualizována, je pevná a je součástí algoritmu.
Délka výstupního klíče je 128 bitů.
3.1.3 MD3
Algoritmus nebyl nikdy publikován a byl téměř okamžitě nahrazen algoritmemMD4.
3.1.4 MD4
Čtvrtý ze serie algoritmů MD, navržený v řijnu roku 1990 profesorem Ronaldem
Rivestem z univerzity MIT. Funkce pracuje rychleji než MD2, používá 32 bitové
operace. Návrh tohoto algoritmu ovlivnil i v pořadí následující hašhovací funkce
jako např. MD5, SHA. Algoritmus se využívá k výpočtu hashe hesla v systémech
Microsoft Windows NT, XP a Vista.
Na vstupu přijímá funkce blok dat do velikosti 264 bitů. Vstup je nejdříve zarov-
nán a poté rozdělen na bloky o délce 512 bitů. Algoritmus pracuje s bloky dat o délce
128 bitů, rozdělenými na čtyři stejně dlouhá bitová slova. V každém cyklu hashovaní
funkce je zpracován 512 bitový vstup. K výpočtu je využito 3 rund, kde každá z nich
obsahuje 16 podobných matematických operací, založených na nelineární funkci 𝑓 ,
bitovém exkluzivním součtu a levé bitové rotaci. Nakonec je vyprodukován hash
o délce 128 bitů.
Slabina algoritmu MD4 byla demonstrována Denem Boerem v roce 1991. Postu-
pem času se však stalo generování kolizí stejně tak snadné jako jejich ověření.
3.1.5 MD5
Jedna z nejpoužívanějších hashovacích funkci, navržena již v roce 1991 jako náhrada
za MD4 a publikována v dubnu roku 1992. Algoritmus se široce využívá ve spoustě
různých aplikací.
Funkce má podobnou konstrukci jako funkce MD4 Na vstupu přijímá vstupní
data do velikosti 264 bitů. Vstup je zarovnán a rozdělen na bloky dat o velikosti
512 bitů. Stejně jako předešlá funkce, pracuje i tato s bloky o délce 128 bitů rozděle-
nými do čtyř 32 bitových slov. K výpočtu je zde použito 4 rund, každá má 16 operací,
které jsou založeny na nelineární funkci 𝑓 , exkluzivním bytovém součtu a levé bitové
rotaci. Výsledná hash má stejně jako MD4 délku 128 bitů.
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První útok na hashovaní funkcí MD5 byl proveden roku 1993 Danem Boerem
a Antonem Bosselaersem. Publikovali výsledek hledání pseudo-kolizí na MD5 kom-
presní funkcí, kde dva rozdílné vstupy mohou produkovat stejnou hash. O tři roky
později profesor Debertin oznámil kolizi kompresní funkce MD5. I když nešlo o útok
na celou hashovaní funkci, bylo doporučeno používat alternativní hashovaní funkce
jako je třeba SHA–1. I přes doporučení se tato funkce naprosto běžně využívá.
3.2 SHA algoritmy
3.2.1 SHA–0 a SHA–1
První specifikace algoritmu známého jako SHA–0 byla zveřejněna v roce 1993 jako
Secure Hash Standrad , FIPS PUB 180. Tuto specifikaci zveřejnila agentura NIST
ze Spojených států amerických. Krátce po své publikaci, byla označena NSA za
nedostatečně bezpečnou a byla v roce 1995 nahrazena SHA–1. SHA–1 se liší od
SHA–0 jen jednou bitovou rotací v kompresní funkci.
Oba algoritmy produkují klíč o velikosti 160 bitů, který je vytvořen ze zprávy
o nejvyšší přípustné délce 264−1bitů. Vstup je nejprve zarovnán, rozdělen do bloků
o délce 512 bitů. Funkce pracuje s bloky o velikosti 160 bitů, které jsou rozděleny na
5 bitových slov, tedy o velikosti po 32 bitech. Algoritmus v každém bloku zpracovává
512 bitových slov, tedy o velikosti po 32 bitech. Algoritmus v každém z bloku zpra-
covává 512 bitový vstup, pomocí kterého modifikuje kontext. Vstupní blok dat je
v každém cyklu rozšířen na 80x32 bitových slov. Každý blok se skládá ze 4 rund kde
každá obsahuje 20 podobných operací založených na nelineární funkci 𝑓 , exkluzivním
bitovém součtu a levé bitové rotaci.[6]
3.2.2 SHA–2
Institut NIST publikoval další čtyři hashovací funkce v rodině SHA, všechny jsou
označeny zkratkou SHA–2 — tato zkratka nikdy nebyla standardizována. Jednotlivé
varianty označené podle bitové délky jejich hashu jsou SHA–224, SHA–256, SHA–
384 a SHA–512.
Hashovací funkce SHA–256 pracuje s 32 bitovými slovy, hashovaní funkce SHA–
512 s 64 bitovými slovy. Při výpočtu využívají různou velikost posuvu a počet rund,
jinak jsou v podstatě totožné. Další dvě funkce SHA–224 a SHA–384 jsou jednoduše
zkrácené verze prvních dvou funkcí.
Funkce SHA–256 resp. SHA–224 přijímá na vstupu blok dat do velikosti 264 bitů.
Vstup je zarovnán a rozdělen na bloky o velikosti 512 bitů. Algoritmus pracuje s bloky
o velikosti 256 bitů, které jsou rozděleny do osmi bitoých slov. V každém bloku je
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zpracován 512 bitový vstup, jimž je modifikován kontext a k výpočtu je využito 80ti
podobných operací, založených na nelineárních funkcích. Podobně je tomu u funkcí
SHA–512 resp. SHA–384, které se liší tím že přijímají na vstupu data o velikosti
2128 bitů, používají 64 bitová slova, jiné nelineární funkce, konstanty a inicializační
vektory. Více informací viz [6][5].
U funkcí SHA–2 dochází k daleko komplikovanějšímu výpočtu s expanzí vstup-
ního bloku zprávy, než je tomu u funkcí SHA–1 či MD5. Dosud nejsou známé žádné
úspěšné útoky na tyto funkce a jsou tak považovány za naprosto bezpečné.
3.3 Keccak
Keccak je z rodiny sponge funkcí. Je to funkce s nekonečným výstupem a lze s ní
provádět všechny šifrovací funkce, od hashování po generování pseudonáhodných
čísel. Používá sponge konstrukci a permutaci Keccak 𝑓 , s šířkou b vybranou mezi
25 až 1600. Každá permutace se skládá z opakování jednoduché kruhové funkce, po-
dobné jako u blokové šifry. Volba operací je omezena pouze na XOR, AND, NOT
a rotace.
Keccak vyhrál soutěž, která byla vyhlášena americkým Národním institutem
standardů a technologií. Stal se z něj tedy nástupce SHA funkcí konkrétně SHA–
3. Jejími tvůrci jsou Guido Bertoni, Joan Daemen, Michaël Peeters a Gilles Van
Assche. Soutěž vyhrál svou rychlostí implementaci v hardware a odlišností od SHA–
2, což znamená, že když by došlo k prolomení jedné z těchto funkcí neohrozí to tu
druhou. Více informací viz [6][5].
3.4 BLAKE
BLAKE navrhli Jean–Philippe Aumasson, Luca Henzen, Willi Meier a Raphael C.–
W. Phan. BLAKE byl navržen jako skupina čtyř hash funkcí a to BLAKE–224,
BLAKE–256, BLAKE–384 a BLAKE–512. Byl jeden z kandidátu na SHA–3, zpra-
covává vstupní řetězce do délky 264 bitů. Při vypočítávání hashe BLAKE využívá
solení. BLAKE byl NISTem prohlášen za velmi bezpečný. Více informací viz [6][5].
3.5 GROSTL
Tuto funkci vyvinul tým kryptografů z Dánské technické univerzity a Technické
univerzity v Grazu. Je inspirován šifrovací algoritmem AES, vytvořený hash může
mít délku od 8 do 512 bitů v krocích po osmi bitech. Varianty s kratším výstupem
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zpracovávají zprávy až 273 − 577bitů a delší do délky 274 − 1089bitů. Bezpečnost
GROSTL není NISTem považována za ideální. Více informací viz [6][5].
3.6 JH
JH vyvinul Hongjum Wuem. Tvůrce se také inspiroval šifrovacím algoritmem AES.
Výstupní délky otisků jsou 224, 256, 384 a 512 bitů. Vstupní zprávy mohou mít
až 2128 bitů. Podle NISTU má tato funkce vysokou bezpečnost. Více informací viz
[6][5].
3.7 SKEIN
Tuto funkci vyvinul Bruce Schneier. Tvůrci se snažili o jednoduchost, bezpečí a fle-
xibilitu. Byl vyvinut ve třech verzích Skein–256, Skein–512 a Skein–1024. Autoři se
zaměřili na myšlenku, že když aplikujeme vícekrát jednoduchou operaci, výsledek
bezpečnosti je lepší než malý počet komplexních operací. Více informací viz [6][5].
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4 SROVNÁNÍ HASH FUNKCÍ
Výše v této práci jsme se teoreticky zabývali základními metodami autentizace,
poté jsme popsali většinu známých a dnes používaných hashovacích funkcí. V nízko-
výkonových mikrokontrolerech, jako je ten náš, se používá jednoduchá symetrická
kryptografie, protože vzhledem ke složitosti asymetrické kryptografie, je použití na
našem mikrokontroleru MSP430F2274 výkonově a paměťově vyloučeno. Při našem
procesu autentizace budou tedy používány staticky nastavené klíče a pro jejich usta-
novení hashovací funkce. Proto se v této kapitole zaměříme na srovnání jednotlivých
hash funkcí, které byly implementovány a změřeny v odborné literatuře. Porovnávat
budeme jejich rychlost a velikost kódu který bude v paměti mikrokontrloléru zabírat.
4.1 Srovnání hash funkcí na Atmel AVR zařízení
V listopadu 2012 vyšla publikace [5], která se zabývá efektivní implementací kódu
do nízkonákladových zařízení z důvodu neustále se rozvíjejících nových aplikací ve
všudypřítomné výpočetní technice. V této publikaci se zaměřili přímo na hodnocení
výkonu standardních a rozvíjejících se hashovacích funkcí. Hashe byly implemento-
vány na Atmel AVR Attiny45 8-bit RISC microcontroller. Ukazatele výkonnosti zde
jsou velikost kódu, RAM data a počet cyklů při zahashování 8-bajtové, 50-bajtové
a 100-bajtové zprávy. Některé implementace byly použity s různými specifikacemi,
aby se dosáhlo menší velikosti kódu. Výsledky jsou uvedeny v tab. 4.1.
Tab. 4.1: Srovnání Hash funkcí
Hash funkce
počet počet počet
Hash otisk kód RAM cyklů cyklů cyklů
funkce [bitů] [bajtů] data (8-bajtová (50-bajtová (100-bajtová
[bajtů] zpráva) zpráva) zpráva)
SHA256 256 1 090 64 33 600 33 600 66 815
Keccak 256 868 136 178 022 178 022 179 494
S-Quark 256 1 106 4 708 783 1 417 611 2 339 023
D-Quark 176 974 2 631 871 1 516 685 2 570 035
SPONGENT 256 364 16 1 542 923 3 856 916 6 170 900
Keccak(small) 256 608 18 90 824 181 466 317 221
PHOTON 160 764 9 620 921 1 655 364 2 793 265
Z tohoto srovnání pro naší potřebu jednoznačně vychází nejlépe, z hlediska veli-
kosti kódu, hashovací funkce SPONGENT. Je však ale velice časově náročná a závislá
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na délce hashované zprávy, což nám ale pro naší potřebu autentizace až tolik nevadí.
Také zmenšená verze Keccaku vychází v poměru využití paměti a časové náročnosti
velice výhodně.
4.2 Srovnání kandidátů na SHA–3
Tímto srovnáním se zabýval Robert Štětka [6]. Ve své práci provedl test blake–256,
grostl–256, jh–256, keccak–256, skein–256 a sha–256. Test byl proveden na 32bitovém
procesoru AMD Athén XP 3200. Na test bylo vygenerováno 10 000 16bytových
náhodných souborů, které byly následně hashovány. Byla sledovaná paměť a čas, za
který byl hash proveden. Výsledky jsou uvedeny v tab. 4.2.
Tab. 4.2: Srovnání Hash funkcí pro SHA–3
Hash funkce
Hash Paměť čas
funkce [bajtů] [Sekundy]
blake256 2464 0,27
grostl256 2469 0,47
jh256 2432 1,14
keccak256 2448 0,32
skein256 2512 0,30
sha256 3296 0,26
V tomto srovnání je velikost kódu přibližně stejná, až na hashovací funkci SHA–
256, která má velikost kódu větší než ostatní, je ale také nejrychlejší ze všech tes-
tovaných funkcí. Naopak nejpomalejší je funkce JH–256. Nejvhodnější kandidát se
zde opět jeví Keccak–256, který NIST zvolil za funkci SHA–3 a Blake– 256.
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5 IMPLEMENTACE HASH FUNKCÍ
V této kapitole se již zaměříme na samostatnou práci. Stručně popíšeme náš mik-
rokontroller a programovací prostředí. Dojde také k samostatné implementaci hash
funkcí do našeho mikrokontroléru, změření paměťové náročnosti a počtu cyklů po-
třeba k výpočtu otisku.
5.1 Mikrokontrolér
Náš nízkovýkonový mikrokontrolér vyvíjí firma Texas Instruments. Konkrétní ozna-
čení je MSP430F2274 obr. 5.1. Mikrokontroler pracuje s frekvencí 16Mhz, má 32 kB
velkou flash paměť a 1 kB RAM. Velikou výhodou je integrované USB. K mikrokont-
roleru také patří MSP–FET430UIF, což je nízkovýkonové zařízení, které se připojuje
do počítače přes USB port a nepotřebuje žádné jiné napájení. Toto zařízení nám ve-
lice snadno a rychle umožňuje obsluhovat náš mikrokontroler, tedy mazat a nahrávat
nový software.
Obr. 5.1: MSP430F2274[10]
Pro naší práci používáme vývojový software s názvem Code Composer Studio
(CCS). Studio bylo vyvinuto stejnou firmou jako náš mikrokontrolér (Texas Instru-
ments), takže by měla být zaručena stoprocentní kompatibilita při obsluze mikro-
kontroleru.
Nastavení CCS jíž není nic složitého. Přes záložku Project → Properties, na-
stavíme vše podle obr. 5.2. Následně už můžeme přes záložku Project → New CCS
Project vytvořit nový projekt a pustit se do programování.
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Obr. 5.2: Code Composer Studio properties
5.2 Implementace hash funkcí
Nejdříve jsme se při naší práci poměrně dlouho snažili vyřezat a naimplementovat ha-
shovací funkce z kryptografické knihovny Libtomcrypt-1.17. V této knihovně je však
pro hashovací proces použit descryptor, přes který jsme se nedostali k úspěšnému
naimplementování. Velmi vysoká abstrakce descryptoru neumožnila přímou porto-
vatelnost kódu do našeho mikrokontroléru. Proto jsme se po mnoha neúspěšných
pokusech rozhodli zaměřit na jiné zdroje, jako je například knihovna arm-crypto-lib
[19] ze které se mi povedlo naimplementovat Blake, Grostl, JH, md5, SHA–1, SHA–2
a Skein. Z dalšího zdroje [20] pak implementaci Keccaku. Pro ověření správné funkč-
nosti hash funkcí, jsme jako vstup použili znakový řetězec „password“ a výstup, tedy
otisky uvedené v tab. 5.1, pak porovnávaly s otisky z internetových generátorů jed-
notlivých funkcí.
Pro porovnání těchto funkcí jsme použili velikost kódu, využití RAM a počet
cyklů. Velikost kódu a využití RAM vypíše Code Composer Studio pomocí funkce
View → Other... → Code Composer Studio → Memory Allocation. Pro měření po-
čtu cyklů lže použít funkci Profile Clock. Po nahrání programu do mikrokontrolleru
si breakpointy vyznačíme část programu, ve které chceme provádět počítání cyklů.
Pomocí tlačítka Resume spustíme program, který se nám zastaví na prvním bre-
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Tab. 5.1: Otisky hash funkcí při vstupním řetězci „password“.
Otisky hash funkcí
Hash funkce Otisk [hexadecimální čísla]
Keccak (224) 12cfa398e1a905fe361713aa798b5a77655980cee83b4dd57ec8c595
Blake (224) 22203351651fef303ceb8adcfbfdd90a773ea6c0f388ce2441f380d9
Grostl (224) dbe1a8a95773766b4e80a4ab34232dfb63a23253106896c83c2edb45
JH (224) 912dc31decad8af8f8d79033c82027077ea3579a9bbbbf87a9fe5315
md5 (128) 5f4dcc3b5aa765d61d8327deb882cf99
SHA–1 (160) 5baa61e4c9b93f3f0682250b6cf8331b7ee68fd8
SHA–224 d63dc919e201d7bc4c825630d2cf25fdc93d4b2f0d46706d29038d01
SHA–256 5e884898da28047151d0e56f8dc6292773603d0d6aabbdd62a11ef72
1d1542d8
Skein (256) bc64498451d6bae53104d3dcefcc9cb84be50b0379479bd085b872a4
3babd0aa
akpointu. Následně spustíme počítadlo Run → Clock→ Enable a stiskneme opět
Resume. Měření cyklů trvá poměrně dlouho. Po změření počtu cyklů se nám pro-
gram opět zasekne na dalším breakpointu a zobrazí se nám počet cyklů. Toto měření
nám ale nevycházelo příliš přesně, proto jsme k měření použili vývojové prostředí
IAR Embedded Workbench. Zde jsme nastavili debugger na simulátor Project → Op-
tions... → Debugger → zde nastavíme Driver na Simulator. Po spuštění programu
jsme si zobrazili CPU Registers a to View → Register. Zde je Cyclecounter, který
nám velmi přesně při běhu programu počítá počet cyklů. Výsledky jsou zobrazené
v tab. 5.2 a na grafu 5.3 . Počty cyklů u funkcí Grostl a JH byly v grafu sníženy na
maximální hodnotu osy pro lepší čitelnost grafu.
Přestože jsme předpokládali, že nám nejlépe vyjde fukce Keccak, tak z našich
implementací se zdá nejpříznivější funkce SHA–224 vyvážeností mezi využitím pa-
měti a počtem cyklů. Tato funkce je také naprosto bezpečná. V naší dálší práci tedy
dále budeme používat hash funkci SHA–224.
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Tab. 5.2: Srovnání naimplementovaných hash funkcí
Hash funkce
Hash Paměť Počet RAM Délka
funkce [bajtů] cyklů [bajtů] otisku
[Bitů]
Keccak 1928 552404 80 224
Blake 2558 66586 80 224
Grostl 2016 1371312 80 224
JH 2066 6757553 80 224
md5 1974 26433 80 128
SHA–1 1784 78059 80 160
SHA–224 1956 172759 80 224
SHA–256 1954 172825 80 256
Skein 2458 332115 80 256
Obr. 5.3: Velikost kódu a počet cyklů u naimplementovaných funkcí
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6 NÁVRH AUTENTIZAČNÍCH PROTOKOLŮ
V této části navrhneme dva konkrétní, samostatné, oboustranné, autentizační pro-
tokoly klient – server pro náš mikrokontrolér MSP430F2274. První, při kterém bude
spojení otvírat klient a druhý kde bude otvírat spojení server. Poté provedeme im-
plementaci a měření těchto dvou protokolů.
6.1 Protokoly obecně
Náš protokol je složený z jednotlivých zpráv, které se posílají mezi klientem a ser-
verem. Zpráva vždy začíná návěštím, což je 1 bajtové číslo, sloužící pro rozpoznání
o kterou konkrétní zprávu v dané komunikaci se jedná. V našem protokolu je hlavní
součástí hashovací funkce SHA–224, která je na obrázcích značena h(hashovaný ře-
tězec). Každý klient má přidělené jedinečné 4 bajtové identifikační číslo ID. Heslo
(𝐾𝐼𝐷) je pro každého klienta také jedinečné dlouhé 32 bajtů. Z důvodu úspory pa-
měti na serveru, aby nemusel uchovávat heslo pro každého konkrétního klienta zvlášť,
je heslo vždy dopočítáno tajným algoritmem z jednoho hlavního hesla Master_key
a jedinečných ID klientů. V komunikaci využíváme i „soli“ a to náhodně genero-
vaných čísel r a sekvenčních čísel n. Oboje jsou 4 bajtová. Pro indikaci úspěšného
ověření serverem používáme 1 bajtové číslo stav, kdy úspěšné ověření je indikováno
číslem 0x01. Výstupem úspěšné autentizace je také ustanovení klíče na obou stra-
nách pro následující šifrovanou komunikaci. Tento klíč je značen jako 𝐾𝑆𝐸𝑆𝑆𝐼𝑂𝑁 .
6.2 Protokol při kterém otvírá spojení klient
V tomto případě (obr. 6.1) má náš protokol dvě zprávy (0x01 a 0x02). Klient, jako
omezené zařízení, ve své paměti uchovává své ID, heslo (𝐾𝐼𝐷) a sekvenční číslo n. Na
serveru je uložen jeden Master_key a pro každého klienta jedinečné ID a sekvenční
číslo n. Heslo uživatele 𝐾𝐼𝐷 se pokaždé na serveru dopočítává.
Zpráva 0x01 je zahajující zpráva poslaná klientem na server. Zpráva je složená
z návěští, ID klienta a hashe. Hashe je vytvořen opět z návěští a ID, což
zabraňuje manipulaci s těmito daty na začátku zprávy během přenosu. Dále je
tvořen z klientského hesla𝐾𝐼𝐷 a sekvenčního čísla n, které zabraňuje některým
útokům.
Po přijetí zprávy serverem dojde pomocí ID z přijaté zprávy a Master_key
k dopočítání klientského hesla 𝐾𝐼𝐷. Na serveru se vytvoří stejný hash jako
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Obr. 6.1: Spojení otvírá klient
u klienta a otisk se porovná s příchozím otiskem. Je zde tedy silný předpoklad
zajištění synchronizace sekvenčního čísla n na obou stranách komunikace.
Zpráva 0x02 se následně vytvoří jako odpověď klientovi. Skládá se z návěští a indi-
kátoru stav, úspěšné či neúspěšné autentizace. Je-li autentizace úspěšná, přičte
se k sekvenčnímu číšlu jednička a ke zprávě se připojí hash, tvořený návěštím,
indikací stavu, klientským heslem 𝐾𝐼𝐷 a před chvílí zvětšeným sekvenčním
číslem n.
Po přijetí zprávy klientem se ověří stav. Při úspěšném stavu se i u klienta
zvětší sekvenční číslo o jedna, dojde k sestavení stejného hashe jako na serveru
a porovnání jeho otisku s příchozím ve zprávě 0x02.
K ustanovení 𝐾𝑆𝐸𝑆𝑆𝐼𝑂𝑁 dojde při úspěšně proběhlé autentizaci. Toto heslo pro
následnou šifrovanou komunikaci se vytvoří na obouch stranách autentizace,
zahashováním otisku hashe obsaženého ve zprávě 0x02 a klientského hesla𝐾𝐼𝐷.
6.3 Protokol při kterém otvírá spojení server
Tento (obr. 6.2) protokol má tři zprávy (0x03, 0x04 a 0x05). Klient si opět ve své
paměti uchovává své ID, heslo (𝐾𝐼𝐷) a sekvenční číslo n. Na serveru je uložen jeden
Master_key a pro každého klienta jedinečné ID a sekvenční číslo n. Heslo uživatele
𝐾𝐼𝐷 se pokaždé na serveru dopočítává.
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Obr. 6.2: Spojení otvírá server
Zpráva 0x03 od serveru je tvořená pouze návěštím a náhodně vygenerovaným čís-
lem 𝑟1, které má 4 bajty a použijeme ho k většímu zabezpečení autentizace.
Toto číslo ve spojení se sekvenčním číslem n, nám zaručuje aktuálnost násle-
dující přijaté zprávy od klienta.
Zprávu 0x04 začne klient generovat ihned po přijetí náhodného čísla od serveru.
Nejprve si vygeneruje své náhodné číslo 𝑟2, pomocí kterého si ověří auten-
tičnost serveru. Zpráva je složená z návěští, ID klienta, náhodného čísla 𝑟2
a hashe. Hashe je složen z návěští, ID, náhodných čísel 𝑟1 a 𝑟2, klientského
hesla 𝐾𝐼𝐷 a sekvenčního čísla n, které zde zabraňuje útoku, kdy útočník za-
chytává komunikaci a čeká na opakující se náhodné číslo 𝑟1, po kterém by
útočník odeslal dříve zachycenou odpověď od klienta.
Po přijetí zprávy serverem dojde pomocí ID z přijaté zprávy a Master_key
k dopočítání klientského hesla 𝐾𝐼𝐷. Na serveru se vytvoří stejný hash jako
u klienta a otisk se porovná s příchozím otiskem.
Zpráva 0x05 je odpověď klientovi. Skládá se z návěští a indikátoru stav úspěšné či
neúspěšné autentizace. Je-li autentizace úspěšná, přičte se k sekvenčnímu číšlu
jednička a ke zprávě se připojí hash tvořený návěštím, indikací stavu, náhod-
nými čísly 𝑟1 a 𝑟2 klientským heslem 𝐾𝐼𝐷 a před chvílí zvětšeným sekvenčním
číslem n.
Při přijetí zprávy klientem se ověří stav. Při úspěšném stavu se i u klienta
zvětší sekvenční číslo o jedna, dojde k sestavení stejného hashe jako na serveru
a porovnání jeho otisku s příchozím ve zprávě 0x05.
K ustanovení 𝐾𝑆𝐸𝑆𝑆𝐼𝑂𝑁 dojde úspěšně proběhlé autentizaci. Toto heslo pro ná-
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slednou šifrovanou komunikaci se vytvoří na obouch stranách autentizace, za-
hashováním otisku hashe obsaženého ve zprávě 0x05 a klientského hesla 𝐾𝐼𝐷 .
6.4 Implementace a měření protokolů
V této sekci jsme provedli samostatné implementace dvou výše navržených autenti-
začních protokolů do mikrokontroléru MSP430F2274. První, který je dvou zprávový,
kdy začíná komunikaci klient a druhý, tří zprávový, kdy začíná komunikaci server.
Nejprve jsme navrhli program, kdy na mikrokontroléru byly prováděny operace
z obou dvou stran komunikace. Autentizace se spustí a provede zavoláním funkce
authenticationLogicFromClient(), nebo v druhém případě při otevírání komu-
nikace serverem authenticationLogicFromServer(), ostatní funkce jsou popsány
v tab. 6.2 .
Pro výsledné měření na straně klienta ale bylo nutné nejdříve pevně stanovit
sekvenční číslo n a obě náhodná čísla r. Pro přesnější měření u náhodných čísel r
generování proběhlo, ale následně byly čísla přepsány pevně stanovenou konstantou.
Poté jsme v průběhu programu zaznamenali zprávy, které jsou generovány na straně
serveru a odesílány klientovi. Následně jsme z programu odstranili operace probíha-
jící na straně serveru a pouze jen nasimulovali příchod dříve zaznamenaných zpráv
od serveru. Zdrojové kódy jsou přiloženy jako samostatná příloha práce. Měření jsme
povedli totožně jako při měření hash funkcí. Výsledky jsou uvedeny v tab. 6.1 . Pro-
centuální hodnoty v tabulce znamenají, využití celkové kapacity mikrokontroléru
MSP430F2274.
Tab. 6.1: Výsledky měření naimplementovaných protokolů
Autentizační protokoly
Autentizační Paměť RAM Počet
protokoly [bajtů] [bajtů] cyklů
I. (dvou zprávoví) 2712 (8%) 212 (20%) 693878
II. (tří zprávoví) 3092 (9%) 222 (21%) 697129
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Tab. 6.2: Přehled funkcí v programu
Stěžejní funkce v programu
Název funkce Popis funkce
I. protokol
createMessage01() Vytvoří zprávu 0x01,ID,h(0x01,ID,heslo,n), kterou
klient zahajuje autentizaci odesláním na server.
imagMessFromSer02() Tato funkce probíhá na straně ser-
veru, funkce vytvoří odpověď klientovi
0x02,stav,h(0x02,stav,heslo,n+1). (pro měření
odstraněna)
verify02() Funkce zpracuje a ověří příchozí zprávu 0x02 od serveru.
Pokud klient vyhodnotí odpověď jako správnou, přičte
k n jedničku a dopočítá 𝐾𝑆𝐸𝑆𝑆𝐼𝑂𝑁 .
sha224(&x,&y,z) Zavolání hashovací funkce. Za x se doplňuje ukazatel na
výstupní otisk, za y ukazatel na hashovaný řetězec a za
z velikost hashovaného řetězce v bitech.
II. protokol
imagMessFromSer03() Jednoduchá zpráva vytvářená na straně serveru pro za-
hájení autentizace 0x03,r1 (pro měření odstraněna)
createMessage04() Klientská funkce nejdříve zpracuje příchozí
zprávu 0x03 a následně vytvoří odpověď serveru
0x04,ID,r2,h(0x04,ID,r1,r2,heslo,n).
imagMessFromSer05() Funkce určená pro server. Vytvoří se
0x05,stav,h(0x05,stav,r1,r2,heslo,n+1) jako
odpovď na zprávu 0x04 od klienta. (pro měření
odstraněna)
verify05() Funkce na klientově straně zpracuje a ověří příchozí
zprávu 0x05 od serveru. Pokud klient vyhodnotí od-
pověď jako správnou, přičte k n jedničku a dopočítá
𝐾𝑆𝐸𝑆𝑆𝐼𝑂𝑁 .
sha224(&x,&y,z) Zavolání hashovací funkce. Za x se doplňuje ukazatel na
výstupní otisk, za y ukazatel na hashovaný řetězec a za
z velikost hashovaného řetězce v bitech.
adcGenRand16() Funkce pro generování náhodného 2 bajtového čísla.
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6.5 Bezpečnostní analýza navržených protokolů
Při návrhu protokolů jsme vzali v potaz možné napadení autentizačního procesu
útočníkem, proto jsme v protokolech použili určitá bezpečnostní opatření.
6.5.1 I. protokol
Samostatné heslo 𝐾𝐼𝐷 dlouhé 32 bajtů, nám poskytuje dostatečnou odolnost proti
slovníkovím útokům. Dostane-li se sociální cestou k tajnému heslu 𝐾𝐼𝐷 musel by
znát i aktuální hodnotu sekvenčního čísla n. Kdyby útočník vyzkoušel všechny možné
kombinace tohoto 4 bajtového čísla, při použití našeho 16MHz mikrokontroléru, kdy
průběh protokolu na straně klienta trvá přibližně 43ms, zabralo by mu to 2137 dní.
Nemluvě o tom, že by musel znát používanou hash funkci a složení hashovaného
řetězce.
Nezahashované části zpráv jsou obsaženy i v řetězci pro vytvoření otisku. Tím
zabráníme jakékoli manipulaci s těmito daty.
Zachytí-li útočník zprávu 0x01 a bude se následně vydávat za klienta s touto
zachycenou zprávou, bude servrem odmítnut, protože sekvenční číslo n bude mít již
jinou hodnotu než mělo při autentizaci oprávněného klienta.
Kdyby se útočníkovi podařilo překonat náš protokol a obdržet od serveru au-
tentizující zprávu 0x02, bez znalosti hesla 𝐾𝐼𝐷 není schopen si dopočítat 𝐾𝑆𝐸𝑆𝑆𝐼𝑂𝑁
pro následující šifrovanou komunikaci.
6.5.2 II. protokol
Druhý protokol nám opět předchází slovníkovým útokům heslem 𝐾𝐼𝐷 dlouhým
32 bajtů. I zde je použito sekvenční číslo n stejně jako v prvním protokolu. Útočník
by tedy musel disponovat nejen znalostí hesla 𝐾𝐼𝐷 ale i aktuální hodnoty tohoto
čísla n, přesným složením hashovaného řetězce ve zprávách a použitou hashovací
funkcí.
Všechny nezahashované části zpráv jsou obsaženy i v řetězci pro vytvoření otisku.
Tím zabráníme jakékoli manipulaci s těmito daty.
Bude-li útočník zachytávat komunikaci a čekat na opakující se 𝑟1 ve zprávě 0x03,
což je samo o sobě v krátkém časovém horizontu téměř vyloučené díky velikosti
4 bajty tohoto čísla 𝑟1, bude mít sekvenční číslo n již jinou hodnotu než mělo v od-
povědi na předchozí stejnou hodnotu 𝑟1 a dříve zachycená zpráva útočníkem bude
neplatná.
Kdyby se útočníkovi podařilo překonat náš protokol a obdržet od serveru au-
tentizující zprávu 0x05, bez znalosti hesla 𝐾𝐼𝐷 není schopen si dopočítat 𝐾𝑆𝐸𝑆𝑆𝐼𝑂𝑁
pro následující šifrovanou komunikaci.
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7 ZÁVĚR
Jako autentizační proces pro náš model klient – server, kde klientem je paměťově
a výpočetně omezené zařízení, jsme vybrali autentizaci znalostí a to konkrétně pro-
tokol výzva – odpověď za pomocí hash funkce.
Do našeho mikrokontroléru MSP430F2274 jsme implementovali devět hash funkcí.
Jejich správnou funkci jsme ověřili pomocí internetových generátorů otisků jednot-
livých funkcí. Funkce jsme následně změřili a nejlépe nám vychází SHA–224, vyvá-
žeností mezi využitím paměti a počtem potřebných cyklů procesoru pro provedení
funkce. Tato funkce je také doposud naprosto bezpečná.
Navrhli jsme dva autentizační protokoly. První, který je dvou zprávový, kdy za-
číná komunikaci klient a druhý, tří zprávový, kdy začíná komunikaci server. V proto-
kolech také kromě hashe využíváme sekvenční čísla n a náhodně generovaná čísla r.
Velikost těchto čísel jsme zvolili tak, aby nedošlo k přetečení sekvenčního čísla n
a aby se náhodné číslo r příliš často neopakovalo.
Implementaci jsme provedli ve dvou verzích. První, kdy jsme na mikrokontrolér
nahráli operace probíhající u klienta a na serveru naráz. A druhá, při které je nahrána
pouze klientská strana protokolu a příchozí zprávy od serveru se simulují. Tuto
implementaci jsme změřili.
Výsledkem je, že z hlediska využití paměti, je lepší první dvou zprávový protokol
začínaný klientem, který na FLASH paměti zabírá 2712 bajtů, což je 8% z celkové
kapacity mikrokontroléru a na RAM 212 bajtů tedy 20% z celkové kapacity. Druhý
typ protokolu zabírá na FLASH paměti 3092 bajtů 9% a na RAM 222 bajtů 21%.
Počet cyklů u obou typů autentizačních protokolů vyšel okolo 700000, což je v pře-
počtu na čas 43ms. Rozdíl mezi těmito protokoly není nikterak zásadní, takže bude
záležet spíše na rozhodnutí uživatele, kdo bude otvírat spojení při autentizaci.
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