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Resumen 
 
Este documento explica el trabajo de investigación, diseño y desarrollo de la 
capa de control o S-CSCF necesaria en la red IMS (Ip Multimedia Subsystem), 
o red de nueva generación en el ámbito de las telecomunicaciones. Para ello 
se ha utilizado el protocolo de señalización SIP y Java como lenguaje de 
programación de las aplicaciones. 
 
Se explican los conceptos utilizados en esta implementación como Back to 
Back User Agent, Filter Criteria XML, JCC, etc. Se ha diseñado el proyecto 
teniendo en cuenta las especificaciones actuales, que al tratarse una nueva 
tecnología en fase de desarrollo, puede reflejar algunos cambios en un futuro. 
 
El proyecto forma parte de una colaboración entre la EPSC y Vodafone para la 
investigación y desarrollo de nuevas tecnologías, pero la implementación ha 
sido posible gracias a la implicación de la empresa VozTelecom y su servidor 
de aplicaciones convergente HTTP/SIP (WeSip). 
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Overview 
 
This document explains the work of investigation, design and development of 
the control layer or S-CSCF that is necessary in IMS (Ip Multimedia 
Subsystem) network, or new generation network (NGN) in the scope of 
telecommunications.  
 
For it has been used the signaling protocol SIP and Java as programming 
language of the applications. The concepts used in this implementation are 
explained: Back to Back User Agent, Filter Criteria XML, JCC, etc. The project 
has been designed with the present specifications, but considering that is a 
new technology in phase of development, can reflect some changes in the 
future.     
 
The project takes part in collaboration between EPSC and Vodafone for the 
investigation and development of new technologies, but the implementation 
has been possible thanks to the implication of VozTelecom company and its 
convergent applications server HTTP/SIP (WeSip).  
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Introducción   1 
INTRODUCCIÓN 
 
La finalidad de este trabajo es implementar una capa de control para una nueva 
red de telecomunicaciones denominada Ip Multimedia Subsystem (IMS). Con 
esta red se pretende unir a los mundos de voz e Internet y ofrecer nuevos 
servicios a los abonados. 
 
Se ha utilizado el protocolo SIP como protocolo de señalización y Java como 
lenguaje de programación ya que las herramientas Java para el desarrollo de 
aplicaciones basadas en SIP son intuitivas (gracias a la orientación a objetos) y 
nos permiten una gran flexibilidad para su implementación. 
 
La implicación de la empresa VozTelecom en el proyecto propuesto por 
Vodafone nos ha permitido utilizar el servidor de aplicaciones convergente 
HTTP/SIP denominado WeSip, que se ha convertido en un elemento básico del 
proyecto por su capacidad  de contenedor de servlets HTTP y SIP utilizados en 
el desarrollo de las diferentes aplicaciones. 
  
La prueba de conceptos realizada con las aplicaciones desarrolladas nos 
permite observar el comportamiento de la capa de control S-CSCF 
desarrollados en java para la nueva arquitectura IMS. Si esta arquitectura se 
pone en funcionamiento se abre un nuevo horizonte para empresas que se 
dediquen a ofrecer servicios a los abonados, ya que la capa de aplicación es 
completamente independiente a la de control.  
 
El documento se ha dividido en tres capítulos, Conceptos, Tecnologías y 
Diseño e Implementación, que responden a las tres etapas en las que se ha 
desarrollado el proyecto. La primera responde a la etapa de investigación, en la 
que se estudiaban las especificaciones y los conceptos de la red IMS así como 
su protocolo de señalización. En una segunda etapa se estudian las 
tecnologías que van a ser utilizadas para llevar a cabo el proyecto. La tercera 
etapa consiste en el diseño e implementación de la arquitectura IMS utilizando 
tanto los conceptos asimilados en la fase de investigación como las tecnologías 
descritas en la segunda fase. 
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CAPÍTULO 1. CONCEPTOS 
 
En este capítulo se han descrito los conceptos necesarios para la comprensión 
y realización de este TFC. El propósito del proyecto es implementar la capa de 
control de la red IMS (S-CSCF) que hemos dividido en cuatro módulos: B2BUA, 
Filter Criteria XML, HSS y JSER. También hay que destacar que IMS utiliza SIP 
como protocolo de señalización. 
 
1.1 Ip Multimedia Subsystem 
 
IMS o IP Multimedia Subsystem [1], normalizado para el mundo de las 
telecomunicaciones, representa la implantación de la arquitectura All-IP en 3G 
[2] que proporciona a sus abonados una gran oferta de servicios multimedia 
como videoconferencia, voz sobre IP, “streaming”, mensajería instantánea, 
Web, etc.  
 
IMS integra adicionalmente el concepto de convergencia de servicios 
soportados por redes de naturaleza distinta: fijo, móvil o Internet. El IMS es de 
igual manera designado por “NGN Multimedia” o “Next Generation Network” 
(Red de Próxima Generación). 
 
La introducción del IMS en las redes fijas y móviles representa un cambio 
fundamental en las redes de telecomunicaciones de tipo voz. Las nuevas 
capacidades de las redes y de los terminales, el “matrimonio” entre el Internet y 
la voz, el contenido y la movilidad hacen aparecer nuevos modelos de redes 
que ofrecen un  gran potencial para el desarrollo de nuevos servicios. 
 
 
 
 
Ilustración 1. Capas IMS 
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La arquitectura IMS puede ser estructurada en capas: 
 
ACCESO: Puede representar todo acceso de alta velocidad tal como: “UMTS 
Terrestrial Radio Access Network” o “UTRAN”, “CDMA2000” tecnología de 
acceso de banda ancha usada en las redes móviles en Estados Unidos, 
“xDSL”, redes de cable, “Wireless IP”, “WiFi”, etc. 
 
TRANSPORTE: Representa una red IP. Esta red IP podrá integrar QOS con 
MPLS, Diffserv, RSVP, etc. La capa de transporte esta compuesta de routers 
(edge routers para el acceso y core routers para el tránsito), conectados por 
una red de transmisión. Distintas pilas de transmisión pueden ser 
contempladas para la red IP: IP/ATM/SDH, IP/Ethernet, IP/SDH, etc. 
 
CONTROL: Consiste en controladores de sesión responsables del 
encaminamiento de la señalización entre usuarios y de la invocación de los 
servicios. Estos nodos se llaman “Call State Control Function” o CSCF. El IMS 
introduce entonces un ámbito de control de sesiones sobre el campo de 
paquetes. 
 
APLICACIÓN: Introduce las aplicaciones (servicios de valor agregado) 
propuestas a los usuarios. La capa de aplicación consiste en servidores de 
aplicación “Aplication Server” o “AS” y “Multimedia Resource Function” o “MRF” 
que los proveedores llaman Servidores de Media IP (“IP Media Server” o “IP 
MS”). 
 
 
 
Ilustración 2. Arquitectura IMS 
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1.2.1 Entidades IMS 
 
Terminal IMS 
 
Se trata de una aplicación sobre un equipo de usuario que emite y recibe 
solicitudes SIP. Se materializa por un software instalado sobre un PC, un 
teléfono IP o sobre una estación móvil UMTS (“User Equipment” o “UE”). 
 
 
Home Subscriber Server (HSS) 
 
La entidad “Home Subscriber Server” o “HSS” es la base principal de 
almacenamiento de los datos de los usuarios y de los servicios a los cuales  se 
suscribieron. Las principales informaciones almacenadas son las identidades 
del usuario, las informaciones de registro, los parámetros de acceso así como 
las informaciones que permiten la invocación de los servicios del usuario. La 
entidad HSS interactúa con las entidades de la red a través del protocolo 
“Diameter”. 
 
Call State Control Function (CSCF) 
 
El control de llamada iniciado por un terminal IMS tiene que ser asumido por la 
red en la cual el usuario suscribe sus servicios IMS, ya que el usuario puede 
suscribir a una gran cantidad de servicios y algunos de ellos pueden no estar 
disponibles o pueden funcionar de manera diferente en una red visitada, entre 
otros por problemas de interacción de servicios. Eso induce la definición de tres 
entidades: “Proxy CSCF” o “P-CSCF”, “Interrogating CSCF” o “ICSCF” y 
“Serving CSCF” o “S-CSCF”. 
 
P-CSCF 
 
El “Proxy CSCF” es el primer punto de contacto en el dominio IMS. Su 
dirección es descubierta por el terminal durante la activación de un contexto 
PDP1 para el cambio de mensajes de señalización SIP. 
 
El P-CSCF actúa como un Proxy Server SIP cuando encamina los mensajes 
SIP hacia el destinatario apropiado y como un User Agent SIP cuando termina 
la llamada (después de un error en el mensaje SIP recibido). 
 
 
Las funciones realizadas por la entidad P-CSCF abarcan: 
 
• El encaminamiento del método SIP REGISTER emitido por el terminal a 
la entidad I-CSCF desde el nombre del dominio.  
                                            
1
 Información que define una conexión GPRS entre un teléfono móvil y la red. La activación del 
contexto PDP también representa la asignación de una dirección IP al teléfono móvil, así como 
la activación de otros parámetros relativos al abonado. 
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• El encaminamiento de los métodos SIP emitidas por el terminal al S-
CSCF cuyo nombre ha sido obtenido en la respuesta del proceso de 
registro. 
• El envió de los métodos SIP o respuestas SIP al terminal. 
• La generación de “Call Detailled Record“ o “CDRs”, 
• La compresión / descompresión de mensajes SIP. 
 
Antes de poder utilizar los servicios del dominio IMS, tales como establecer una 
sesión de multimedia o recibir un pedido de sesión, un usuario tiene que 
registrarse a la red. Puede que el usuario este en su red o en una red visitada, 
en ambos casos el procedimiento involucra un P-CSCF. 
 
Por otra parte, todos los mensajes de señalización emitidos por el terminal o 
con destino al terminal son relevados por el P-CSCF. El terminal nunca tiene el 
conocimiento de las direcciones de las demás CSCFs (I-CSCF y S-CSCF). 
 
I-CSCF 
 
El “Interrogating – CSCF” o “I-CSCF” es el punto de contacto dentro de una red 
de operador para todas las sesiones destinadas a un usuario de este operador. 
Pueden existir varias I-CSCF dentro de una red. 
 
Las funciones realizadas por la entidad I-CSCF incluyen:  
 
• La asignación de un S-CSCF a un usuario que quiera registrarse. 
• El encaminamiento de los métodos SIP recibidos desde otra red, al S-
CSCF. 
• La obtención de la dirección del S-CSCF por parte del HSS. 
• La generación de CDRs. 
 
 
S-CSCF 
 
El “Serving CSCF” asume el control de la sesión. Mantiene un estado de sesión 
con el fin de poder invocar servicios. En una red de operadores, distintos S-
CSCF pueden presentar funcionalidades distintas. 
 
Las funciones realizadas por el S-CSCF durante una sesión incluyen: 
 
• La emulación de la función Registrar ya que acepta los métodos SIP de 
registro y pone al día el HSS. 
• La emulación de la función Proxy Server ya que acepta los métodos SIP 
y los encamina. 
• La emulación de la función User Agent ya que puede terminar métodos 
SIP por ejemplo cuando ejecuta servicios complementarios. 
• La interacción con servidores de aplicación después de haber analizado 
las peticiones de los servicios correspondientes. 
• La generación de CDRs. 
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Ilustración 3. Elementos de CSCF 
 
 
1.1.2 Filter Criteria XML 
 
Uno de los puntos importantes del S-CSCF consiste en el filtrado de las 
llamadas, para este propósito se dispone de los llamados IFC o Initial Filter 
Criteria. Estos filtros están almacenados en el HSS como parte del perfil de 
usuario (User Profile), en ellos podemos encontrar toda la información 
relacionada al usuario, como su PUI (Private User Identity) o sus SP (Perfil del 
servicio suscrito).  
 
 
 
Ilustración 4. User Profile 
 
Los User Profile se almacenan en el HSS como ficheros XML, el schema a 
seguir para su generación esta disponible en el TS 29.228 [2.4]. 
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Un Service Profile se compone de N Public User Identity (N>1) y de M Initial 
Filter Criteria. El tener múltiples identidades públicas nos permite que uno o 
más usuarios puedan disponer de diferentes servicios asociados a cada una de 
ellas, pero el acceso a la red es posible gracias a la identidad privada que es la 
que esta registrada en la red IMS. 
 
 
 
Ilustración 5. Service Profiles para una única Private User Identity 
 
 
 
 
Ilustración 6. Service Profiles para varias Private User Identity 
 
 
Los IFC se encargan de proporcionar al S-CSCF los parámetros necesarios 
para un proceso de evaluación y la acción a realizar como resultado de ésta 
cuando se recibe una petición. A estos filtros se les dota de una prioridad que 
será evaluada en el S-CSCF de menor a mayor, siendo 0 el primer IFC a 
evaluar. En caso de que el resultado fuera negativo pasaría al siguiente IFC y 
así sucesivamente hasta que exista “matching” entre la petición y las 
condiciones impuestas en el filtro. Si no hay matching en ningún filtro la petición 
continuaría su curso hacia el destino sin sufrir redirección a ningún servidor de 
aplicaciones. 
 
8  Desarrollo de B2BUA - Filter Criteria para S-CSCF en IMS 
Como se muestra en la figura siguiente, un IFC dispone de una prioridad y un 
Trigger Point. El Trigger Point está compuesto por N Service Point Triggers 
(SPT) y por un servidor de aplicaciones. 
 
Los SPT son condiciones lógicas basadas en características de los mensajes 
SIP, como el método, la request URI, etc. Son evaluadas mediante expresiones 
booleanas (AND, OR,  NOT). 
 
El AS (Servidor de Aplicaciones) se expresa mediante 3 características, su 
SipUri, la acción a realizar cuando no es posible contactar con el AS en 
concreto (Default Handling) y la información sobre el servicio (transparente al 
S-CSCF). 
 
 
 
 
 
Ilustración 7. Initial Filter Criteria 
 
 
Podemos ver un ejemplo de User Profile generado mediante Eclipse EMF en el 
anexo D y cómo son evaluadas sus condiciones lógicas. 
 
 
 
1.1.4 Back to Back User Agent (B2BUA) 
 
La filosofía B2BUA [3] consiste en actuar al mismo tiempo como UAClient y 
UAServer y hacer de intermediario entre los participantes de la llamada.  
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Ilustración 8. Filosofía B2BUA 
 
 
Con este modelo se crean dos llamadas independientes (distintos Call-ID e 
identificación de sesión), el UA1 se conecta al UAServer del B2BUA y éste se 
encarga de crear una nueva llamada entre el UAClient del B2BUA y el UA2.  
 
 
 
 
 
Ilustración 9. Posible flujo de mensajes con intervención de un B2BUA 
 
 
Con esta filosofía se abren muchas posibilidades a la hora de establecer la 
conexión, ya que el control de la sesión y del flujo de media pertenece al 
B2BUA: 
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Control de Llamada Centralizada 
 
El B2BUA participa activamente en la llamada entre participantes, por tanto 
puede realizar distintas operaciones como pueden ser: 
 
• Desconexión automática  
• Transferencia o redirección automática 
• Control del flujo de mensajes  
• Establecimiento de llamada entre dos participantes. 
 
Interacción con Redes Alternativas 
 
El B2BUA procesa los mensajes de señalización de la llamada. Esto nos 
permite tener una llamada entre dos participantes que utilicen protocolos de 
señalización diferentes como pueden ser H.323 y SIP ya que las dos llamadas 
son independientes.   
 
Monitorización del estado de llamada 
 
Ciertos usos tales como sistemas de facturación requieren la supervisión del 
estado de la llamada.  
 
Se puede implementar esta funcionalidad utilizando un Proxy y un B2BUA que 
mantengan el estado de la llamada. El Proxy necesita estar en la ruta de todos 
los mensajes SIP y el B2BUA manejará y decidirá por ejemplo si tiene que 
desconectar una llamada que esté funcionando con crédito pagado por 
adelantado. 
 
 
1.2 SIP 
 
Session Initiation Protocol (SIP o Protocolo de Inicialización de Sesiones) es un 
protocolo desarrollado por el IETF Working Group con la intención de ser el 
estándar para la iniciación, modificación y finalización de sesiones interactivas 
de usuario donde intervienen elementos multimedia como video, voz, 
mensajería instantánea, juegos online o realidad virtual. 
 
En Noviembre del año 2000, SIP [2.5] fue aceptado como el protocolo de 
señalización de 3GPP y elemento permanente de la arquitectura IMS (IP 
Multimedia Subsystem). SIP es uno de los protocolos de señalización para voz 
sobre IP, acompañado por H.323. 
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1.2.1 Arquitectura 
 
Los principales componentes de la arquitectura SIP son: 
 
User Agent SIP  
 
Es el software SIP que hace de terminal. Actúa como cliente (UAC) cuando 
hace una petición de inicio de sesión y como servidor (UAS) cuando responde 
a estas peticiones. 
 
El UA guarda y maneja el estado de la llamada, establece las llamadas usando 
una dirección parecida a las de correo electrónico, o un número telefónico. Por 
ejemplo: SIP:usuario@servidor.universidad.edu. Esto hace que los URL de SIP 
sean fáciles de asociar con la dirección de correo electrónico del usuario. 
 
 
Proxy SIP  
 
Los Servidores Proxy reenvían peticiones desde el User Agent hacia el 
siguiente sipProxy o hacia el destino si sabe llegar hasta el. 
 
Por regla general los sipProxy reciben los mensajes SIP pero no lo interpretan, 
simplemente buscan en su base de datos (o búsqueda en DNS) la dirección 
privada del destinatario para el reenvío. 
 
 
 
Ilustración 10. Elementos en la arquitectura SIP 
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1.2.2 Mensajes de señalización 
 
SIP usa mensajes para la conexión y control de llamadas. Hay dos tipos de 
mensajes SIP: mensajes de peticiones y respuestas. Los mensajes SIP son 
definidos como sigue: 
 
PETICIONES 
 
INVITE: Solicita el inicio de una llamada. Los campos de la cabecera contienen: 
 
• Dirección origen y dirección destino. 
• El asunto de la llamada. 
• Prioridad de la llamada. 
• Peticiones de enrutamiento de llamada. 
• Preferencias para la ubicación de usuario. 
• Características deseadas de la respuesta. 
 
BYE: Solicita la terminación de una llamada entre dos usuarios. 
 
REGISTER: Informa a un servidor de registro sobre la ubicación actual del 
usuario. 
 
ACK: Confirma que se ha iniciado una sesión. 
 
CANCEL: Cancela una solicitud pendiente. 
 
OPTIONS: Solicita información a un Host acerca de sus propias capacidades. 
Se utiliza antes de iniciar la llamada a fin de averiguar si ese host tiene la 
capacidad de transmitir VoIP, etc. 
 
RESPUESTAS 
 
1xx Informativo: Solicitud recibida, se continúa para procesar la solicitud. Por 
ejemplo, 180, RINGING. 
 
2xx Solicitud exitosa: La solicitud (acción) fue recibida de forma adecuada, 
comprendida y aceptada. Por ejemplo, 200, OK 
 
3xx Redireccionado: Más acciones deben ser consideradas para completar la 
solicitud. Por ejemplo, 302, MOVED TEMPORARILY. 
 
4xx Error de cliente: La solicitud contiene mal la sintaxis o no puede ser 
resuelta en este servidor. Por ejemplo, 404, NOT FOUND. 
 
5xx: Error de servidor: El servidor ha errado en la resolución de una solicitud 
aparentemente válida. Por ejemplo, 501, NOT IMPLEMENTED. 
 
6xx: Fallo global: La solicitud no puede ser resuelta en servidor alguno. Por 
ejemplo, 600, BUSY EVERYWHERE. 
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Como podemos observar se abre un abanico de posibilidades de 
establecimiento de llamada bastante grande, por regla general una llamada 
responde al siguiente esquema: 
 
 
 
 
Ilustración 11. Ejemplo básico de flujo de mensajes SIP para una conexión 
 
 
 
Flujo de Media 
 
La arquitectura SIP utiliza el Protocolo para Descripción de Sesión (SDP). SDP 
fue una herramienta inicial para la conferencia en multidifusión de IP 
desarrollada para describir sesiones de audio, video y multimedia. La 
descripción de sesión se puede usar para negociar los tipos de medios 
compatibles.  
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CAPÍTULO 2. TECNOLOGÍAS 
 
En este capítulo se exponen las tecnologías y herramientas que se han 
utilizado en este TFC para hacer frente a las especificaciones IMS y para la 
posterior implementación del proyecto, que pretende ser escalable y flexible de 
cara a futuras implementaciones de módulos adicionales. 
2.1 JCC 
 
Las siglas JCC [4] responden a Java Call Control, una API creada por JAIN con 
la que se pretende abstraer cualquier protocolo de señalización. La API no es 
una implementación en si misma, sino una interfaz que podemos utilizar para 
implementar todos los procesos propios de un protocolo de señalización como 
crear sesiones, cerrar, modificar, etc.  
 
La API JCC define cuatro objetos necesarios para cualquier implementación:  
 
Provider: Representa la “ventana” con lo que la aplicación observa el estado 
de las llamadas. La creación de llamadas también corresponde a este objeto. 
  
Call: Representa una llamada en sí y puede mantener dos o más terminales 
unidos.  
 
Connection: Representa la relación que existe entre una Call y una Address. 
Se utiliza para saber en detalle el estado de cada participante en la llamada. 
 
Address: Terminal lógico (dirección SIP por ejemplo) 
 
 
 
 
Ilustración 12. Relación entre los objetos básicos de JCC 
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La API de JCC utiliza dos patrones de diseños definidos para Java, el patrón 
Factory y el patrón Java Listeners. 
 
El patrón Factory, se utiliza con una PeerFactory que proporciona un objeto 
definido por la API de JCC, un Peer. Un Peer se define según Java como “una 
implementación particular de una interfaz Java o API que depende de la 
plataforma”. A partir de este Peer generaremos los Providers. 
 
Los Java Listeners permiten informar de eventos ocurridos a objetos que se 
hayan suscrito al listener. Tenemos 3 tipos: Provider Listener, Call Listener y 
Connection Listener. 
 
 
 
 
Ilustración 13. Patrón Java Listener 
 
Para recibir los eventos correspondientes a una Connection debemos suscribir 
el objeto al Connection Listener. Como hemos visto en la ilustración 12 los 
objetos básicos siguen una estructura hereditaria, por tanto si subscribimos un 
objeto a un Call Listener obtendremos todos los eventos correspondientes a 
una llamada pero también los eventos correspondientes a todas las posibles 
conexiones derivadas de la ésta. Con los Provider pasa lo mismo pero teniendo 
en cuenta que recibiremos todos los posibles eventos propios del Provider, de 
las llamadas (Call) y de las conexiones (Connection). 
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Ilustración 14. Eventos y Listeners JCC 
 
2.2 Jaxb 
 
Jaxb [5] es una tecnología desarrollada por Sun que utilizaremos en este 
proyecto como parseador XML - Java para la evaluación de los IFC en el S-
CSCF. 
 
Esta herramienta nos facilita la generación y el posterior tratamiento de los 
objetos java a partir de un schema xsd utilizado pata la verificación de los 
ficheros XML que sigan este esquema. 
 
En el anexo B podemos ver una descripción más detallada de esta tecnología. 
 
 
2.3 WeSip 
 
WeSip [6] es un servidor de aplicaciones propietario de la empresa 
VozTelecom. Según su página Web: 
 
“WeSIP puede ayudar a implementar servicios multimedia de una manera 
sencilla, elegante y efectiva desde el punto de vista económico y de tiempo de 
desarrollo”.  
 
WeSIP tiene un contenedor SIP servlet que le permite actuar como UAC, UAS, 
B2BUA o Proxy en el entorno SIP, lo que permite una gran variedad de 
aplicaciones que pueden ser desarrolladas en la capa superior como VoIP, 
videoconferencia, presencia, mensajería, compartición de ficheros, etc. 
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Tener un contenedor HTTP servlet permite crear aplicaciones HTTP/SIP 
convergentes como conferencia Web o clic to call. 
Los programadores familiarizados con el desarrollo de servlets y jsp pueden 
crear fácilmente servicios SIP, ya que la API SIPServlet esconde la complejidad 
del protocolo SIP.  
 
Podemos decir que WeSIP es un contenedor de servlets que puede actuar 
como SipServlet, HttpServlet o como ambos y que permite la implementación 
de aplicaciones SIP de una manera sencilla y intuitiva. 
 
 
 
Ilustración 15. Servidor de aplicaciones WeSip 
 
 
2.4 Struts 
 
Struts [7] es un framework que implementa el patrón de arquitectura MVC en 
Java para desarrollar aplicaciones Web. Struts permite reducir el tiempo de 
desarrollo, su carácter de "software libre" y su compatibilidad con todas las 
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plataformas en donde Java Entreprise está disponible, lo convierte en una 
herramienta altamente disponible. 
 
El patrón de arquitectura MVC (Model-View-Controller) es un patrón que define 
la organización independiente del Modelo (Objetos de Negocio), la Vista 
(interfaz con el usuario u otro sistema) y el Controlador (controlador del 
workflow de la aplicación). 
 
Principales características del framework son: 
 
• Configuración del control centralizada. 
• Las interrelaciones entre Acciones y página u otras acciones se especifican 
por tablas XML en lugar de codificarlas en los programas o páginas. 
• Existen librerías de entidades para facilitar la mayoría de las operaciones 
que generalmente realizan las páginas JSP. 
• Utiliza el patrón MVC y por tanto separa la lógica de negocio de la 
presentación. 
 
 
 
 
Ilustración 16. Patrón MVC 
 
 
2.5 Hibernate 
 
Hibernate [8] es un framework que tiene como objetivo facilitar la persistencia 
de objetos Java en bases de datos relacionales y al mismo tiempo la consulta 
de estas bases de datos para obtener objetos.  
 
Al mismo tiempo Hibernate es una capa de persistencia objeto/relacional y un 
generador de sentencias SQL. Te permite diseñar objetos persistentes que 
podrán incluir polimorfismo, relaciones, colecciones, y un gran número de tipos 
de datos.  
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Hibernate se integra en cualquier tipo de aplicación justo por encima del 
contenedor de datos. 
 
 
 
 
Ilustración 17. Capas del framework Hibernate 
 
Podremos generar BBDD en cualquiera de los entornos soportados: Oracle, 
DB2, MySql, etc. Además, es open source, lo que supone, entre otras cosas, 
que no tenemos que pagar nada por adquirirlo. 
 
Una vez tengamos el diseño de datos realizado tendremos que mapear éste a 
ficheros XML siguiendo la DTD de mapeo de Hibernate. Desde estos podremos 
generar el código de nuestros objetos persistentes en clases Java y también 
crear BBDD independientemente del entorno escogido. 
 
 
 
Ilustración 18. Arquitectura de hibernate 
 
2.6 XmlRpc 
 
XML-RPC [9] es un protocolo de llamada a procedimiento remoto que usa XML 
para codificar las llamadas y HTTP como mecanismo de transporte. 
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Es un protocolo muy simple ya que solo define unos cuantos tipos de datos y 
comandos útiles, además de una descripción completa de corta extensión. La 
simplicidad del XML-RPC está en contraste con la mayoría de protocolos RPC 
que tiene una documentación extensa y requiere considerable soporte de 
software para su uso. 
 
Fue creado por Dave Winer de la empresa UserLand Software en asociación 
con Microsoft en el año 1995. Al considerar Microsoft que era muy simple y 
adicionar funcionalidades y después de varias etapas de desarrollo el estándar 
dejó de ser sencillo y se convirtió en lo que es actualmente se conoce como 
SOAP. 
 
Un mensaje XML-RPC  es una petición HTTP-POST. El cuerpo de esta petición 
es un XML. Un procedimiento se ejecuta en el servidor y el valor devuelto 
también está formateado en XML. 
 
Como XmlRpcServer utilizaremos Apache XML-RPC que es una 
implementación Java que utiliza XML sobre HTTP para realizar las peticiones 
remotas, en la parte cliente implementamos un ClientXmlRpc utilizando la 
libreria xmlrpc-2.0-beta obtenida de: http://apache.rediris.es/ws/xmlrpc/source/ 
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CAPÍTULO 3. DISEÑO E IMPLEMENTACIÓN 
 
El escenario que se muestra en este capítulo es una posible implementación de 
una capa de control para la red IMS, se han tenido en cuenta las 
especificaciones actuales pero se han omitido los I-CSCF y los P-CSCF ya que 
el proyecto no esta enfocado a la relación entre subredes IMS.  
3.1 Arquitectura 
 
La arquitectura de este proyecto, tal y como muestra la siguiente ilustración, 
consta de un S-CSCF, un HSS y tres terminales (UA). La capa de control o S-
CSCF esta dividida en tres módulos: JSER, IfcSipServlet y JccB2BUA, 
mientras que el HSS [2.4] lo dividimos en dos: una base de datos relacional y 
un servidor XmlRpc. 
 
 
 
Ilustración 19. Escenario implementado 
 
User Agent 
 
Como UA’s hemos utilizado EyeBeam y X-lite, ambos son teléfonos IP de 
www.xten.com, son propietario y de libre distribución respectivamente, 
fácilmente configurables y tienen una interfaz amigable. 
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Ilustración 20. Eyebeam y Xlite de Xten 
  
 
Servidor de aplicaciones 
 
Al tratarse de una prueba de concepto nuestro servidor de aplicaciones lo 
hemos simplificado a un nuevo terminal con el que realizamos las acciones que 
debería generar automáticamente un servidor (descolgar la llamada, música en 
espera, etc.) 
 
3.2 S-CSCF 
 
S-CSCF 
 
El S-CSCF lo hemos dividido en los módulos JSER, JccB2BUA e ifcSipServlet 
encargados de hacer de Proxy SIP, Call Control [2.3] y filtro [2.2] 
respectivamente. Los tres utilizan WeSip como contenedor de aplicaciones. 
 
3.2.1 IfcSipServlet 
 
Este módulo es el encargado de hacer el filtrado de los mensajes SIP que 
provienen del JSER, modificarlo si es necesario y devolver el mensaje al JSER 
para que sea retransmitido al destino.  
 
En este caso wesip actúa como contenedor de sipServlet, ya que ifcsipservlet  
necesita acceder al contenido del mensaje SIP. 
 
IfcSipServlet utiliza la implementación de la API SipServlet de VozTelecom 
para gestionar el tratamiento a los mensajes entrantes, en este caso y 
siguiendo las especificaciones de IMS solo se filtraran los mensajes que 
puedan iniciar un proceso de diálogo como son INVITE, MESSAGE y 
SUBSCRIBE. 
 
El procedimiento es el siguiente: 
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Ilustración 21. Módulo Filter Criteria 
 
1. El usuario manda un mensaje de inicio al JSER (MESSAGE, INVITE o 
SUBSCRIBE) 
 
2. El JSER retransmite este mensaje hacia el ifcSipServlet 
 
En este punto WeSip se encarga de atender el mensaje y subirlo a la capa 
superior, tenemos configurado en WeSip que únicamente suba los 3 tipos de 
mensajes mencionados anteriormente. 
 
3. Una vez tenemos el mensaje en el sipServlet obtenemos la identificación del 
usuario (su username y su domain) que nos proporciona la cabecera From y 
mediante xmlrpc obtenemos su filtro que está almacenado en el HSS. 
 
Con jaxb parseamos el filtro XML a objetos java para poder comparar los 
campos del mensaje con las propiedades del filtro. Como hemos comentado en 
el apartado 1.1.2 se va evaluando según la prioridad de los filter criteria de 
menor a mayor hasta que exista “matching” en uno de ellos con lo que la 
evaluación acabaría, siendo éste último el filtro a aplicar. 
 
La información que nos proporciona el filtro XML acerca del servidor de 
aplicaciones al que tenemos que acceder se guarda en el HSS (utilizando 
hibernate) para que posteriormente el B2BUA acceda a esa información y 
condicione su tratamiento a llamada proveniente del usuario. 
 
Modificamos la requestURI del mensaje indicándole al JSER el nuevo 
destinatario y además mediante unos códigos acordados se indica que el 
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mensaje proviene del ifcSipServlet, para evitar bucles, con lo que la nueva 
requestURI del mensaje seria: *IFCservidordeaplicaciones@dominiojser 
 
4. Finalmente mandamos el nuevo mensaje hacia el JSER utilizando la API 
SipServlet, concretamente el método Proxy ya que si retransmitimos el 
mensaje con este método en vez de crear uno nuevo evitamos cambios en el 
identificador de sesión o el call-ID, lo que provocaría un fallo en el 
establecimiento de la llamada.  
 
3.2.2 JccB2BUA 
 
JccB2BUA nos permite implementar la filosofía B2BUA en este escenario, se 
encarga de establecer dos llamadas independientes, una con el usuario que 
inicia la petición y otra con el destino, además de configurar el rtpProxy para los 
cambios de flujo de media. 
 
En este proyecto se utiliza la implementación jcc de la empresa VozTelecom, 
denominada jaicc así como el jaiccSipServlet encargado de interpretar los 
mensajes SIP. 
 
Como se explica en el apartado 2.1 la API JCC proporciona una abstracción del 
protocolo SIP a partir de sus cuatro elementos básicos: Provider, Address, Call 
y Connection, así que hemos creado un nuevo provider el cual suscribimos al 
jaiccSipServlet para que pueda recibir los eventos que nos lleguen a este 
último: 
 
 
 
 
 
El provider genera un CallListener con cada nueva llamada y este 
automáticamente crea un ConnectionListener (aunque puede haber varios para 
una misma llamada). El primero recibirá los eventos relacionados con el objeto 
Call como puede ser Call Created, Call Active, Call Invalid, etc. El Connection 
Listener en cambio recibe las notificaciones relacionadas con el objeto 
Connection, las más importantes para nuestro proyecto son: 
 
 
 
Description…………………"Vodafone_Provider" 
Provider……………………."8" 
NameProvder…………….. "vodafone" 
Username…………………."3400000147" 
Password…………………. "0147" 
Domain…………………. …"78.0.0.226" 
Proxy …………………. ….."78.0.0.226" 
Subscribe…………………. "true" 
Peer………………………... "VODAFONE" 
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• connectionCreated: Se ha creado una nueva conexión 
• connectionAlerting: En estado de espera, en este momento se inicia el 
proceso de establecimiento de llamada entre los dos participantes. 
• connectionConnected: El destinatario ha descolgado 
• connectionDisconnected: Uno de los participantes ha colgado 
 
 
 
 
 
Ilustración 22. Eventos asociados a acciones en JCC 
 
 
 
La implementación del connection Listener es la que determina las acciones 
que debe realizar el B2BUA. En nuestro caso al entrar en el estado Alerting 
comprobamos si el “caller” (participante que inicia la sesión) ha de pasar por un 
AS o ha de ir directamente al “callee” (destino). 
  
Utilizamos hibernate para acceder al HSS y obtener la información necesaria, 
en caso de pasar por un AS guardamos la dirección destino del usuario en una 
variable pero la conexión se crea entre el B2BUA y el AS. Cuando nos 
responde el servidor de aplicaciones (descuelga) el B2BUA configura el 
rtpProxy para crear una sesión RTP entre el caller y el B2BUA y otra entre el 
B2BUA y el AS.  
 
Una vez cuelga el AS (finaliza una locución por ejemplo) el B2BUA recibe un 
connection disconnected, comprueba que la desconexión provenga del AS y si 
es así crea una nueva conexión con el destinatario manteniendo la conexión 
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con el caller. Si es posible establecer esta conexión se re-configura el rtpProxy 
para que el flujo de media que provenía del caller sea retransmitido hacia el 
callee y viceversa con lo que la sesión RTP queda establecida entre origen y 
destino. 
 
Si en el establecimiento de la llamada no fuera necesario pasar por un servidor 
de aplicaciones el B2BUA al entrar en el estado Alerting crea una nueva 
conexión con el destino y configura el rtpproxy para unir los dos flujos de 
media. Una vez cuelga el callee automáticamente cuelga al caller. 
 
 
Ilustración 23. Flujo de mensajes 
 
RtpProxy 
 
El elemento RtpProxy nos facilita el tratamiento de los flujos de media en este 
proyecto. Un RtpProxy tiene la capacidad de enviar y recibir flujos de media por 
un puerto de entrada y retransmitirlo por otro puerto de salida. También puede 
copiar flujos de un puerto de salida a otro lo que seria útil en caso de 
multiconferencia.  
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En nuestro caso el rtpProxy es muy útil a la hora de traspasar el flujo de media 
entrante al usuario destino cuando termina la llamada al AS. 
 
 
3.2.3 JavaSER (JSER) 
 
JSER ha sido desarrollado por Alberto Guirao de la EPSC como proyecto de 
final de carrera titulado: Implementación de un servidor Proxy SIP en JAVA. 
El trabajo en paralelo implica un proceso de integración de los dos proyectos, 
los códigos utilizados y las tecnologías aplicadas han sido consensuados para 
poder relacionar los dos TFC en el ámbito de red IMS. 
 
El módulo JSER pretende emular al conocido SER, un Proxy SIP 
implementado en el lenguaje de programación C y que en este caso ha sido 
sustituido por Java. 
 
JSER es un sipServlet que hace de Proxy SIP, utiliza wesip como contenedor 
de sipservlets y puede funcionar en modo Proxy o en modo IMS. 
 
Modo Proxy 
 
Las funciones del JSER en modo Proxy son dos, el registro de usuarios y la 
redirección de los mensajes al destino. Se trata de crear un sipProxy que 
pueda funcionar fuera del entorno IMS. 
 
Cuando al JSER le llega un mensaje de registro comprueba en el HSS 
mediante Hibernate si existe el usuario y si esta autorizado para realizar 
llamadas a través suyo, si es así devuelve al UA un 200 OK y este pasa al 
estado de logueado. En caso contrario el JSER devuelve al UA un 484 
unauthorized. 
 
Cuando un usuario registrado inicia un proceso de llamada manda un mensaje 
invite con la dirección del usuario pero con el dominio del Proxy JSER:  
INVITE username@proxy.es 
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JSER busca en el HSS la URI del UA destino asociado al username y reenvía 
el mensaje: INVITE username@userip:port. En caso de que el usuario 
destino no este registrado el JSER contestara con un 404 Not Found. 
 
El JSER reenviara los mensajes de señalización entre los dos usuarios 
mientras dure la llamada pero no interviene en ella como por ejemplo el 
B2BUA. 
 
 
 
 
 
 
 
Modo IMS 
 
En modo IMS tiene las mismas funciones que el anterior, pero incluye una serie 
de códigos internos para el correcto funcionamiento dentro de nuestro 
proyecto: 
 
**30: Cuando el JSER recibe un mensaje del tipo **30username@... Interpreta 
que este mensaje proviene de un wesip, como puede ser el wesip que contiene 
el ifcSipServlet. Debe alterar la requestURI y reenviar este mensaje hacia 
username@... 
 
*IFC: Este código se envía desde el ifcSipServlet y su función es informar de 
que el mensaje ha pasado por el filtro y que no tiene que volver a ser evaluado. 
 
8. B2BUA: En un principio podríamos reenviar un mensaje al B2BUA sin tener 
que retocar el mensaje pero como el B2BUA funciona como sipServlet y 
utilizando una implementación JCC necesita recibir información del provider al 
que debe notificar el sipServlet. En nuestro caso hemos dotado a nuestro 
provider de una ID fija, el 8, con lo que queda justificado el porqué de este 
código. 
 
Se ha desarrollado también una herramienta de gestión de usuarios en la base 
de datos denominada JserAdmin. Para ello se han utilizado los frameworks 
Struts y Hibernate siguiendo el patrón MVC. 
  
 
3.3 Home Subscriber Server (HSS) 
 
El módulo HSS lo hemos dividido en dos partes,  una base de datos MySQL 
donde almacenamos los datos de los usuarios, sus filtros y los vectores de 
autenticación y un servicio XmlRpcServer que se encarga de proporcionar a la 
aplicación los vectores y los filtros emulando el protocolo Diameter con 
XmlRpc. 
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Para el acceso a la base de datos desde la aplicación y desde XmlRpcServer 
se utiliza siempre el framework hibernate con los conectores JDBC de mysql. 
 
El registro de los usuarios en futuras implementaciones necesita un método de 
autenticación que compruebe la autenticidad del emisor, en nuestro caso 
hemos implementado el modulo AKA que podemos ver con más detalle en el 
anexo C. 
 
 
 
Ilustración 24. Registro utilizando el algoritmo AKA 
 
 
 
Para la gestión de los contenidos en HSS se ha creado una aplicación Web, 
HssAdmin, que utilizando los framework Struts y Hibernate accede a los datos 
almacenados y permite modificarlos, crearlos o eliminarlos. También permite la 
generación de claves necesaria para la autenticación mediante AKA. 
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3.3.1 HssAdmin 
 
Ilustración 25. Arquitectura en capas de HssAdmin 
 
Para el desarrollo de la aplicación Web se ha tenido muy en cuenta la 
escalabilidad de ésta, por tanto el patrón de diseño MVC (Model View 
Controller) que nos proporciona el framework Struts nos ha sido de gran ayuda. 
 
Como contenedor Web hemos utilizado Tomcat (también llamado Jakarta 
Tomcat o Apache Tomcat). Tomcat es la implementación de referencia para las 
Java Server Pages (JSP) y las especificaciones Java Servlet. Esto significa que 
es el servidor Java disponible que más se ajusta a los estándares. 
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Ilustración 26. Página principal HssAdmin 
 
Podemos dividir en dos partes la estructura de la aplicación, una de ellas 
dedicada a la gestión de usuarios, Hss Users, y otra con la gestión del acceso 
a este gestor, Web Users. 
 
 
 
Ilustración 27. Estructura HssAdmin 
 
Los usuarios del HSS denominados Subscribers contienen los datos del 
usuario, como su nombre o su password utilizados en la fase de registro. 
Asociados a estos Subscribers tenemos los dos elementos que hemos tratado 
anteriormente: Vectores de Autenticación (AV) y Filtro (Initial Filter Criteria). 
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Ilustración 28. Listado de subscribers 
 
La generación de claves necesarias para los vectores de autenticación se 
realiza automáticamente a partir de unos parámetros específicos como son K y 
RAND.  
 
 
 
Ilustración 29. Generación de claves para AKA 
 
 
Tanto para los Subscribers como los WebUsers existe la posibilidad de 
crearlos, modificarlos y eliminarlos de la base de datos. 
 
MySQL es un sistema de administración relacional de bases de datos. Una 
base de datos relacional archiva datos en tablas separadas en vez de colocar 
todos los datos en un gran archivo. Esto permite velocidad y flexibilidad. Las 
tablas están conectadas por relaciones definidas que hacen posible combinar 
datos de diferentes tablas sobre pedido. 
 
MySQL es software open source lo que significa que es posible para cualquier 
persona usarlo y modificarlo. Cualquier persona puede bajar el código fuente 
de MySQL y usarlo sin pagar. 
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Cualquier interesado puede estudiar el código fuente y ajustarlo a sus 
necesidades. MySQL usa el GPL (GNU General Public License) para definir 
que puede hacer y que no puede hacer con el software en diferentes 
situaciones. 
 
Podriamos haber elegido otro tipo de software como Oracle o Postgresql pero 
el echo de ser software libre, su bajo consumo y la gran velocidad de ejecución 
nos han echo decantarnos a favor de MySql. La base de datos la hemos 
dividido en 4 entidades: webusers, subscribers, filtercriteria y vectors: 
 
 
 
 
Ilustración 30. Estructura de la base de datos 
3.3.2 XmlRpcServer 
 
La implementación de un cliente y un servidor XmlRpc nos permite emular el 
protocolo Diameter, que según los estándares debería ser el interlocutor entre 
el S-CSCF y el HSS.  
 
Como hemos comentado en el apartado 2.6 se utiliza XML (información) sobre 
HTTP (transporte) para el diálogo entre los dos elementos. Tanto para los 
vectores de autenticación como para los filtros se ha creado una estructura de 
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datos (HashTable en Java) para poder enviar todos los datos en una sola 
transacción. 
 
Struct AV {     Struct FilterCriteria{ 
  
 int avid;    int ID; 
 char xres[20];   String username; 
 char key[20];    byte[] profile; 
 char autn[20];        String appaddress; 
 char publicname[100];      String dstUri; 
 char privatename[100];  } 
} 
 
 
 
 
 
Ilustración 31. Obtención del Vector de Autenticación mediante XmlRpc 
 
 
 
3.3 Descripción detallada del funcionamiento  
 
Conexión Directa 
 
El usuario A inicia una petición de llamada hacia el Usuario B, esta petición es 
recibida por el JSER que hace de sipProxy (siempre que los usuarios estén 
registrados en la BBDD) hacia el IfcSipServlet que se encarga de evaluar el 
mensaje recibido. 
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El mismo mensaje se envía hacia el JSER, que lo transmite al B2BUA.Éste 
establece una conexión con el usuario A e inicia una nueva petición hacia el 
usuario B mediante el JSER. Cuando el usuario B contesta se establece la 
llamada entre los dos participantes con el B2BUA como call control. 
 
 
Ilustración 32. Diagrama de flujo con conexión directa 
 
 
Conexión con Media Server 
 
En el caso en que el ifcSipServlet evalúe el mensaje y coincida con alguna de 
las reglas de redirección hacia un AS, el mensaje se modifica con la request 
URI del AS y se manda al JSER, que lo transmite al B2BUA y al igual que en el 
caso anterior se encarga de establecer la llamada, en este caso con el AS.  
 
Cuando termina la llamada al AS (por ejemplo una locución de 5 segundos) el 
mismo B2BUA genera una nueva llamada al usuario B manteniendo la 
conexión con el usuario A ya que son independientes y mediante un RtpProxy 
hace un cambio de flujo de media, con lo que la llamada con el usuario B 
queda establecida. 
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Ilustración 33. Diagrama de flujo con media server 
 
En la siguiente ilustración se muestra el diagrama de actividad del escenario 
implementado: 
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Ilustración 34. Diagrama de actividad del S-CSCF 
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CAPÍTULO 4. CONCLUSIONES 
4.1 Objetivos y Conclusiones 
 
El principal objetivo de este trabajo de final de carrera era realizar una prueba 
de concepto sobre la arquitectura IMS, actualmente en fase de desarrollo. Se 
pretendía realizar una serie de implementaciones a partir de unas propuestas 
sobre el tema por parte de la empresa Vodafone. 
 
Podríamos diferenciar esta propuesta en tres partes: Implementación de un S-
CSCF, un HSS y un gestor Web para ambos. El lenguaje de programación 
propuesto en un principio fue sustituido por Java, ya que las herramientas y la 
finalidad del trabajo permitían (aun perdiendo eficiencia en el algunos campos) 
un desarrollo mas rápido. 
 
El tiempo de desarrollo ha sido relativamente corto en comparación con la fase 
de investigación, en la que se trató de entender y asimilar los nuevos 
conceptos que aparecen con la arquitectura IMS. La información obtenida en 
muchos casos aún esta pendiente de ser aceptada por los organismos 
competentes ya que tanto las especificaciones como la tecnología en sí están 
aun en fase de desarrollo. 
 
Una vez terminado el TFC disponemos de las tres herramientas propuestas en 
un principio, desarrolladas en Java y en funcionamiento por tanto los objetivos 
se han cumplido pero la eficiencia deja mucho que desear, algo que ya 
preveíamos con los equipos de los que disponíamos.  
4.2 Líneas Futuras 
 
Este proyecto no se ha implementado para entrar en fase de explotación, ha 
sido una prueba conceptual demostrando que la capa de control de la red IMS 
puede implementarse con herramientas y tecnologías Java ya existentes. 
 
Una vez tenemos el S-CSCF y el HSS podemos definir dos vías de desarrollo, 
una horizontal para la implementación de los P-CSCF y los I-CSCF y otra 
vertical que estaría encaminada a la creación de servicios para ofrecer al 
abonado (Application Servers).  
 
La red IMS o red de nueva generación es probablemente la arquitectura que 
“jubilara” a las redes de comunicaciones actuales, tanto para Voz como para 
Internet ya que unirá estos dos conceptos en una única red de 
telecomunicaciones.  
 
4.3 Estudio medioambiental 
 
Quizá en el ámbito de las telecomunicaciones no se vean a simple vista los 
posibles efectos negativos lo que al medio ambiente se refiere, pero si 
observamos detenidamente los elementos necesarios para mantener en 
marcha una arquitectura como IMS podemos ver que no son triviales. 
Capítulo 4. Conclusiones  39 
 
En primer lugar la energía consumida por todos los elementos comentados: 
servidores de aplicaciones, servidores de redirección, UserAgents, etc. pueden 
ser nocivos siempre que no utilicen energías renovables. Hay que pensar que 
si se pusiera en funcionamiento esta nueva arquitectura se necesitaría una 
infraestructura de telecomunicaciones orientada a conexiones de un ancho de 
banda mayor al que tenemos hoy en día. Esto supone desechar la 
infraestructura inservible y la construcción (con su consecuente impacto 
medioambiental) de nuevos elementos necesarios como antenas, repetidores, 
etc. 
 
Teniendo en cuenta los puntos anteriores y siguiendo un proceso de reciclaje 
adecuado para el tema de las viejas infraestructuras y el hardware desechado, 
creo que la introducción de la arquitectura IMS es posible desde el punto de 
vista medioambiental.  
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ANEXOS 
A. Diagramas de clases 
A.1 HssAdmin 
 
En este diagrama de clases se muestran los objetos java Beans que relacionan 
los datos almacenados en la base de datos. Mediante los managers podemos 
crear, modificar o eliminar estos datos a partir de los objetos java. También 
podemos ver la clase AvGen encargada de generar automáticamente los 
vectores de autenticación. 
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A.2 IfcSipServlet 
 
Este diagrama muestra el árbol de dependencias de un filtro XML parseado a 
java. Con estos objetos podemos evaluar y comprobar si hay “matching” con 
los mensajes SIP. También podemos ver la clase IfcSipServlet encargada de 
tratar y enviar los mensajes correspondientes. 
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A.3 jccB2BUA 
 
Estos diagramas nos muestran las clases Call Listener y Connection Listener 
que se utilizan para el control de llamadas en el B2BUA. 
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A.4 XmlRpcServer 
 
Estas son las clases que hacen referencia al servidor XmlRpc, encargado de 
proporcionar los vectores de autenticación y los filtros XML. 
 
 
 
 
B. Jaxb 
 
JAXB proporciona una manera rápida y conveniente de crear uniones de dos 
vías entre los documentos XML y los objetos Java. Dado un esquema, que 
especifica la estructura de los datos XML, el compilador JAXB genera un 
conjunto de clases de Java que contienen todo el código para analizar los 
documentos XML basados en el esquema. Una aplicación que utilice las clases 
generadas puede construir un árbol de objetos Java que representa un 
documento XML, manipular el contenido del árbol, y regenerar los documentos 
del árbol, todo ello en XML sin requerir que el desarrollador escriba código de 
análisis y de proceso complejo. 
 
Las razones más importantes para utilizar JAXB son que las aplicaciones de 
JAXB están escritas en el lenguaje de programación de Java y pueden 
procesar datos XML. Para entender las implicaciones de estas características, 
primero necesitamos entender por qué XML y la tecnología de Java son tan 
importantes y cómo se complementan.  
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XML es una forma estándar industrial e independiente del sistema de 
representar datos. Los datos que se representan usando XML se pueden 
publicar en múltiples medios porque, al contrario que el HTML, XML describe la 
estructura de los datos, no su formato. Los datos de XML se pueden pasar 
entre aplicaciones porque la estructura de los datos se puede especificar en un 
esquema, lo que permite que un analizador de sintaxis valide y procese los 
datos que siguen el esquema.  
 
XML no proporciona un conjunto de etiquetas como el HTML; utilizamos el 
esquema para definir nuestras propias etiquetas para describir nuestros datos. 
Los datos XML son fáciles de trabajar porque están escritos en un formato de 
texto simple, legible por los seres humanos y el software de edición de texto. 
Por estas razones, XML se está convirtiendo rápidamente en un método común 
para el intercambio de datos entre aplicaciones, especialmente aplicaciones de 
empresa de negocio-a-negocio.  
 
Las aplicaciones escritas en el lenguaje de programación de Java son 
portables: Cualquier sistema con una máquina virtual Java puede ejecutar los 
bytecode producidos compilando una aplicación Java. Con el código portable 
que la tecnología de Java proporciona, XML es aún más útil en el contexto de 
compartir datos entre las aplicaciones. Las aplicaciones, especialmente 
aplicaciones basadas en Web, necesitan la ayuda de la tecnología de Java 
para analizar y procesar los datos de una manera independiente de la 
plataforma. Asimismo, las aplicaciones Java necesitan el formato de datos 
independiente de la plataforma que XML proporciona para comunicar y 
compartir información.  
 
Esencialmente, JAXB proporciona un puente entre estas dos tecnologías 
complementarias. JAXB incluye un compilador que asocia un esquema a un 
conjunto de clases Java. Una vez que tengamos nuestras clases, podremos 
construir las representaciones de objetos Java de los datos XML que siguen las 
reglas que el esquema define. Al igual que un documento XML es un ejemplar 
de un esquema, un objeto Java es un ejemplar de una clase. Así, JAXB permite 
que creemos los objetos Java en el mismo nivel conceptual que los datos XML.  
 
La representación de nuestros datos de esta manera permite que los 
manipulemos de manera semejante como manipularíamos objetos de Java, 
haciendo más fácil la creación de aplicaciones para procesar datos XML. Una 
vez que tengamos nuestros datos en la forma de objetos Java, es fácil acceder 
a ellos. Además, después de trabajar con los datos, podemos escribir los 
objetos Java en un nuevo documento XML. Con el acceso fácil a los datos XML 
que proporciona JAXB, solamente necesitamos escribir aplicaciones que 
realmente utilizarán los datos, en vez gastar el tiempo en escribir código para 
formatear los datos.  
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C. Autenticación mediante AKA 
 
 
 
A continuación se presenta un ejemplo de los mensajes de señalización al  
momento que un UA se registra en un SER mediante AKA: 
 
1)  Register 
 
Es una solicitud inicial de registro tradicional. Por ejemplo: 
 
 
 
Por simplificación en el recuadro se omitieron los parámetros típicos de un  
REGISTER que no guardan relación directa con el proceso de autenticación  
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AKA que se está analizando, como puede ser: Via, From, To, Contact, Call-ID, 
etc. 
 
2)  Generación del Vector de Autenticación (AV) 
 
El algoritmo de generación del Vector de Autenticación (AV), en un esquema  
IMS, lo ejecuta el HSS. Sin  embargo a nivel de pruebas se acordó generar los  
parámetros del AV de forma manual. Posteriormente se analizará el servidor   
HSS  con la interfaces Cx. 
 
Los parámetros del  AV son: 
 
RAND(Random challenge), AUTN(Network Authentication Token), XRES  
(Expected  Response), IK (Integrity  Key) y CK (Cipher Key). 
 
Interesa  almacenar  en  una  Base  de  Datos  todos  los  parámetros  del  AV,  
más  la  clave  K, el private sip username y el public sip username. 
 
A modo de  ejemplo, a continuación se presenta  un diagrama para generar el  
AV.  Las funciones  fn  son operaciones del tipo hash (de una vía). K es una   
clave  previamente compartida entre el UA y el SER 
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3)  401 Unauthorized 
 
Un ejemplo de mensaje 401 se presenta a continuación: 
 
 
 
En este caso, un parámetro importante es  el  nonce como fue mencionado 
anteriormente trae codificado en Base64 los valores de RAND y AUTN. 
 
Para que el parámetro nonce opere en AKA, el RFC2617(HTTP  
Authentication: Basic and Digest Access Authentication) es extendido de la 
siguiente forma: 
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Se puede observar que el  parámetro algorithm toma el  valor de AKAv1-MD5 
el  cual también es una extensión del RFC 2617. 
 
4)  Ejecución del Algoritmo AKA en el Cliente UA  
 
Una vez el UA recibe el mensaje SIP 401 (en el caso que se use un Proxy  
Server se usa el mensaje 407 Proxy Authentication), éste extrae del parámetro  
nonce del www-Authenticate header, los valores de RAND, AUTN. 
 
 
 
 
El  parámetro nonce es un string único generado por el SER por cada  mensaje  
401 de respuesta. Este parámetro está  poblado con codificación Base64 de   
la concatenación del RAND, AUTN y opcionalmente algún dato específico del 
servidor. 
 
Los primeros 16  bytes (0  a 15)  son para el RAND y los siguientes 16 bytes 
(16  a 31) son para el AUTN. 
 
Una  vez  obtenido RAND y AUTN y empleando  la  clave  K,  se  ejecuta  en  el  
UA  el algoritmo AKA que se presenta a continuación: 
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Lo primero que se calcula es el  Anonymity Key AK = f5K  (RAND), para luego 
el recuperar el Número de Secuencia SQN = (SQN EXOR AK) EXOR AK. 
 
Luego el UA calcula el  XMAC  =  f1K   (SQN  ||  RAND  ||  AMF)  y  lo  compara 
con el MAC que tiene guardado al extraer AUTN del parámetro nonce. Si el 
valor es diferente el UA envía algunos mensajes  que serán  visto más adelante  
y abandona el procedimiento. 
 
Luego el UA verifica si el número de  secuencia SQN  recibido  esta  el  rango 
correcto. Sino no lo está envía otros mensajes que no serán  estudiados  en 
esta oportunidad y abandona el procedimiento. Este es un caso de problema 
de sincronización y por lo tanto el UA debe enviar un AUTS. 
 
Se efectúa además el cálculo de CK e IK para propósitos opcionales de  
encriptación e integridad de los mensajes. También se calcula RES = f2K 
(RAND)  lo cual posteriormente es enviado al servidor para que éste lo 
compare con el XRES que ha guardado previamente. 
 
Finalmente  esta  etapa  sólo  es  exitosa  si  existe  igualdad  entre  MAC  y  
XMAC  y  si el SQN está en el rango. 
 
Además es necesario agregar al campo de algorithm  usado  en  el  header  
www- authenticate definido en el RFC 2617 lo siguiente: 
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Lo  único  que  interesa  en  este  caso  es  el  cálculo  del  RES.  El  cálculo  
del  MAC  está  asociado  a  la  autenticación  de  la  red  respecto  al  usuario,  
por  lo  que  no  importa  en esta etapa. Lo mismo pasa con el cálculo de SQN. 
 
5)  Register (con RES) 
 
 
 
Se genera un nuevo REGISTER ahora con el header de Authorization. En   
dicho header el nonce deber el mismo que el recibido en el mensaje 401. 
 
El valor de response se calcula utilizando una función hash MD5 y valores  
como el RES. 
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6)  SER verifica el RES 
 
Luego de  recibido el segundo REGISTER en el campo response basado en el  
RES es comparado con un response basado en el XRES. Por lo tanto se  
verifica que RES  = XRES y posteriormente en caso de cumplirse la igualdad  
el  SER  envía un 200 OK al UA. 
 
7)  200 OK 
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D. Initial Filter Criteria 
 
<PrivateID>IMPI1@homedomain.com</PrivateID> 
<ServiceProfile> 
 <PublicIdentity> 
  <BarringIndication>1</BarringIndication> 
  <Identity> sip:IMPU1@homedomain.com </Identity> 
 </PublicIdentity> 
 <PublicIdentity> 
  <Identity> sip:IMPU2@homedomain.com </Identity> 
 </PublicIdentity> 
 <InitialFilterCriteria> 
  <Priority>0</Priority> 
  <TriggerPoint> 
   <ConditionTypeCNF>0</ConditionTypeCNF> 
   <SPT> 
    <ConditionNegated>0</ConditionNegated> 
    <Group>0</Group> 
    <Method>INVITE</Method> 
   </SPT> 
   <SPT> 
    <ConditionNegated>0</ConditionNegated> 
    <Group>1</Group> 
    <Method>MESSAGE</Method> 
   </SPT> 
   <SPT> 
    <ConditionNegated>0</ConditionNegated> 
    <Group>2</Group> 
    <Method>SUBSCRIBE</Method> 
   </SPT> 
   <SPT> 
    <ConditionNegated>1</ConditionNegated> 
    <Group>2</Group> 
    <SIPHeader> 
     <Header>From</Header> 
     <Content>"joe"</Content> 
    </SIPHeader> 
   </SPT> 
  </TriggerPoint> 
  <ApplicationServer> 
   <ServerName>sip:AS1@homedomain.com</ServerName> 
   <DefaultHandling index="0">0</DefaultHandling> 
  </ApplicationServer> 
 </InitialFilterCriteria> 
</ServiceProfile> 
</IMSSubscription> 
 
Las condiciones lógicas para la evaluación del filtro se basan en los service 
point triggers (SPT) que son los que indican el parámetro del mensaje SIP a 
evaluar, cada grupo es una condición y el Condition Negated la niega en caso 
de que sea 1(true). De forma que el filtro anterior resultaría: 
 
Method="INVITE" OR Method="MESSAGE" OR [Method="SUBSCRIBE" AND 
NOT header="from" Content ="joe"] 
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Otro ejemplo cuyo resultado es: 
 
[Method="INVITE" OR Method = "MESSAGE" OR Method="SUBSCRIBE"] 
AND 
[Method="INVITE" OR Method = "MESSAGE" OR NOT Header = "from" 
Content = "joe"] 
 
 <InitialFilterCriteria> 
  <Priority>0</Priority> 
  <TriggerPoint> 
   <ConditionTypeCNF>1</ConditionTypeCNF> 
   <SPT> 
    <ConditionNegated>0</ConditionNegated> 
    <Group>0</Group> 
    <Method>INVITE</Method> 
   </SPT> 
   <SPT> 
    <ConditionNegated>0</ConditionNegated> 
    <Group>0</Group> 
    <Method>MESSAGE</Method> 
   </SPT> 
   <SPT> 
    <ConditionNegated>0</ConditionNegated> 
    <Group>0</Group> 
    <Method>SUBSCRIBE</Method> 
   </SPT> 
   <SPT> 
    <ConditionNegated>0</ConditionNegated> 
    <Group>1</Group> 
    <Method>INVITE</Method> 
   </SPT> 
   <SPT> 
    <ConditionNegated>0</ConditionNegated> 
    <Group>1</Group> 
    <Method>MESSAGE</Method> 
   </SPT> 
   <SPT> 
    <ConditionNegated>1</ConditionNegated> 
    <Group>1</Group> 
    <SIPHeader> 
     <Header>From</Header> 
     <Content>"joe"</Content> 
    </SIPHeader> 
   </SPT> 
  </TriggerPoint> 
  <ApplicationServer> 
   <ServerName>sip:AS1@homedomain.com</ServerName> 
   <DefaultHandling>0</DefaultHandling> 
  </ApplicationServer> 
 </InitialFilterCriteria> 
 
El resultado de aplicar un filtro en caso de que exista “matching” es una 
redirección hacia el servidor de aplicaciones incluido en el Filter Criteria 
denominado ApplicationServer. 
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E. Abreviaturas y Acrónimos 
 
AKA - Authentication and Key Agreement 
AS - Application Server 
BBDD - Base de datos 
HSS - Home Subscriber Server 
I-CSCF - Interrogating 
IFC - Initial Filter Criteria 
IMS - Ip Multimedia subsystem 
JAXB - Java API for XML Binding 
JCC - Java call Control 
P-CSCF - Proxy Call Session Control Function 
S-CSCF - Serving-Call Session Control function 
SER - SIP Express Router 
SPT - Service Point Trigger 
UA - User Agent 
UAC - User Agent Client 
UAS - User Agent server 
UE - User Equipment 
 
B2BUA - Un Back-to-back User Agent (B2BUA) actúa como UAS y UAC y hace 
de call control en el ámbito IMS. 
 
HTTP - El protocolo de transferencia de hipertexto (HTTP, HyperText Transfer 
Protocol) es el protocolo usado en cada transacción de la Web (WWW). 
 
IP - El Protocolo de Internet (IP, de sus siglas en inglés Internet Protocol) es un 
protocolo no orientado a conexión usado tanto por el origen como por el destino 
para la comunicación de datos a través de una red de paquetes conmutados. 
 
MVC - Modelo Vista Controlador (MVC) es un patrón de arquitectura de 
software que separa los datos de una aplicación, la interfaz de usuario, y la 
lógica de control en tres componentes distintos: Model, View y Controller.El 
patrón MVC se ve frecuentemente en aplicaciones Web, donde la vista es la 
página HTML y el código que provee de datos dinámicos a la página.  
 
SIP - Session Initiation Protocol (SIP o Protocolo de Inicialización de Sesiones) 
es un protocolo desarrollado por el IETF Working Group con la intención de ser 
el estándar para la iniciación, modificación y finalización de sesiones 
interactivas de usuario 
 
SQL - El Lenguaje de Consulta Estructurado (Structured Query Language) es 
un lenguaje declarativo de acceso a bases de datos relacionales que permite 
especificar diversos tipos de operaciones sobre las mismas. 
 
XML - XML (sigla en inglés de eXtensible Markup Language, ‘lenguaje de 
marcado extensible’) es un lenguaje extensible de etiquetas desarrollado por el 
World Wide Web Consortium (W3C). 
