In the product realization process, it is not currently possible to go from business case models to the final production system in the virtual design space. Virtual engineering aims to address this problem. Virtual engineering techniques will allow users to track the production of a product or system from birth to death, from the complete business case model to the customer's feedback on the first production run. To implement a framework that will handle the broad range of information that is necessary to track a product through its complete life cycle, an object-centered approach involving virtual objects is required. These virtual objects will represent the physical objects as they exist in the "real world. " To enable these objects to have extensible qualities similar to objectoriented principles, similar techniques to those used by object-oriented design will be employed. Some of these techniques include multi-representational models, hierarchy, inheritance, and dynamic access. One important justification for an object-centered approach is that it gives stakeholders and engineers a mechanism for discourse regarding the product or system under design. Giving the engineer and other collaborators a comfortable and familiar mechanism by which to share and discuss ideas is crucial in allowing users to gain understanding about a product's key issues. These ideas and processes are embodied in virtual engineering and the method behind it, which is referred to as objectcentered engineering. These ideas and the object-centered method will be discussed in this paper. 
I. Introduction
ver the past decade, computing and software have significantly changed. The explosion of technology has redefined what engineers do and are responsible for in the product engineering process. Engineers are being required to understand and be capable of making informed decisions across a diverse set of topics. For this to occur, engineers must have the proper mechanisms and tools to access information about the system under design as well as an intuitive interface and virtual world in which to work and explore to enable well informed decisions. The virtual world also creates the mechanism by which other engineers and stakeholders can collaborate and have a common platform for discourse and, hopefully, for discovery. This is the idea behind developing object-oriented languages and paradigms for various topics. Objects give the engineer and user a mechanism by which to map the physical object in the real world to the virtual object in the virtual world. One important aspect of the virtual object as discussed in this document is that it is an actual duplicate of the object as it exists in the real world rather than a conceptual object or an object used in a computer program for data abstraction and manipulation. For example, the object has the same geometric representation and surrounding data as the physical object, and data that can be accessed for an object includes the mechanical information (Finite Element Analysis [FEA], dynamics, Computational Fluid Dynamics [CFD]), costing information and economics information. Once virtual objects are created for physical objects, the engineer is able to access each object and all of its associated information and share that information with other objects and engineers in a platform that is common to all parties involved.
The method that will be described in this paper is expected to provide a foundation to accomplish virtual engineering. In the background section, the previous work related to object-oriented paradigms, computing, and engineering design will be described. In the objects section, the object-centered engineering method will be defined. In the results section, research progress will be described. In the conclusions and future work section, an overview of the method and an initial implementation will be proposed.
II. Background
The introduction alludes to the changes that engineers have adapted to with every major shift in technology and methodology. The present day is no different and requires that engineers continue to adapt paradigms and methodologies. Given that the environment in which engineers currently operate is rapidly changing and is constantly inundated with new technologies, it is necessary for a new paradigm in engineering to be developed. This paradigm is virtual engineering. Some of the new issues facing the engineering community are the advent of ubiquitous computing, software integration, and data avalanche. The ability of engineers to work in this environment is crucial to their ability to solve the problems of the current century, which are complex and have many unknown variables. To enable the implementation of a new paradigm to create this engineering framework, many tools need to be developed. While many of these tools are under development, many have yet to be investigated in detail. Some of the tools that are under development and being investigated include object-centered engineering, selforganization, inverse engineering techniques, optimization routines, game theory to control information flow, recomposable models, distributed collaborative engineering environments, object-oriented methodology (Ref. 4 
III. Objects
When software objects were first implemented by Nygaard and Dahl (Ref. 6), their purpose was to allow a more intuitive connection between the world and the program being created. This is the predominant theme of many discussions of objects (Ref. ) and ending with the detailed part in production. This process should be as seamless as reading a book, playing a game, or constructing any other digital document or digital information component. Accomplishing this will draw on many areas of current research as described previously. The main task of engineering objects is to create a way to manage complexity (Ref. 23) and to enable the dynamic creation and addition of information in the decision-making environment. As noted above, many different areas of research have utilized the object-oriented approach to help reduce complexity as well as to increase the ease of use of the tool being created.
The objects that will be used to manage complexity are different from programmatic objects in OOP and are based on objects as described by the French philosopher Michel Foucault. Foucault says that objects are "the extension of which all natural beings are constituted -an extension that may be affected by four variables. And by four variables only: the form of the elements, the quantity of those elements, the manner in which they are distributed in space in relation to each other, and the relative magnitude of each element" (Ref. 10). These objects carry with them context and meaning and the ability to be modified by the user. They differ from programmatic objects because they are defined to contain information packets that can be manipulated and reconfigured by the user at run-time, different representations of the virtual objects, and in most cases will be distributed across many compute resources. Most of all, an engineering object has the ability to self-discover and adapt to other objects that may need to exchange information with that particular instance of the object. Given these differences, virtual objects still build on the programmatic object-oriented principles in that virtual objects are modular, easily reused, extensible, polymorphic, able to support complex objects (i.e., objects can make up other objects), and can be loosely or tightly coupled to other objects.
These objects help manage complexity because they are, in most cases, tied to models that are built on experimental data or on traditional numerical models. This is a crucial element of virtual objects because to manage complexity, it is necessary to utilize models to enable users to ask questions and query information to develop an intuition and understanding of the information presented (Ref. 11). Once the user has a model, it is possible to simplify the model and information to a point where it is familiar to the user. At this point, the user can begin to access more of the complexity within the model. Once implemented, engineering objects as described here will allow the user to easily traverse from a simplified state of information to a complex state of information, which is necessary to build a true understanding of the information (Ref. 7) .
To enable the connection of objects, tools must be utilized that allow objects to self-describe themselves to the world and to understand information presented to them. Such tools are being created for the semantic web, which enables computers and users to collaborate more easily. The semantic web's core technology is "the Resource Description Framework (RDF), which integrates a variety of applications using XML for syntax and URIs for naming" (Ref. 22) . The extensible markup language (XML) provides a format that allows data structures to selfdescribe and provides a means to represent the data that it contains in a format readable by humans. The ideas upon which the semantic web is founded, along with the technology that is used to implement it, provide a platform on which objects can be extended to create a web in which contextual information is readily accessible to engineers. They also provide a means by which the product development cycle can be completed in a manner unlike any before. In the end, the semantic web provides the core functionality on which engineering objects can be built and extended to enable engineers to become authors of products rather than highly trained technical robots.
When objects are constructed and connected into a network giving the end author the ability to interact with and explore various options for connectivity and interrelationships, the resulting network resembles the web. These particular networks are called scale-free networks (Ref. 1) . A typical characteristic of these networks is that there are a few major hubs or master objects that have sub-objects and information sources feeding into the master objects. For example, if "link:vesuite.org" is typed into Google, 0 hits are returned, indicating that there are no webpages containing links to vesuite.org. If "link:amazon.com" is typed into Google, 1,240,000 hits are returned. This illustrates that Amazon is a hub of connections within the web and holds a much higher standing within the community, much like an object with many connections, because it is trusted and utilized by a broad range of web users. With an understanding of the resulting network created by multiple objects it becomes possible to characterize classes of engineering objects.
IV. Results
To illustrate some of the progress that has been made in implementing engineering objects, the XML schema used to represent and describe various aspects of an engineering object will be presented. The schema is composed of a few key XML element types. The first type is the XMLObject element: <xs:complexType name="veXMLObject"> <xs:attribute name="objectType" type="xs:string" use="optional" /> </xs:complexType> This element type is the base for all other elements within the VE-Open (Ref. 29) schema, enabling any other element type within the schema to be imbedded or referenced in a generalized manner. It is more of a formality but allows the logic to be complete when embedding and referencing derived XMLObjects in other element types. The functionality that XMLObject permits will be illustrated below in veCommand.
The second element type is the veDataValuePair:
<xs:complexType name="veDataValuePair"> <xs:attribute type="xs:ID" name="id" use="required"/> <xs:complexContent> <xs:extension base="veXMLObject"> <xs:sequence> <xs:element name="dataName" type="xs:string" /> <xs:choice maxOccurs="1" minOccurs="1"> <xs:element name="dataValue" type="xs:anyType" /> <xs:element name="genericObject" type="veXMLObject" /> </xs:choice> </xs:sequence> </xs:extension> </xs:complexContent> </xs:complexType>
The veDataValuePair type holds a descriptive name about the data it contains as well as an XMLObject or raw xs:anyType. This flexibility allows veDataValuePair to be a generic container element that holds any form of data being processed by a particular object. Note that a veDataValuePair is a complete extension of an XMLObject. This extension permits a veDataValuPair to be embedded within another veDataValuePair.
The third data (element?) type is veCommand:
<xs:complexType name="vecommand"> <xs:complexContent> <xs:extension base="veXMLObject"> <xs:sequence> <xs:element name="command" type="xs:string" /> <xs:element name="parameter" type="veDataValuePair" minOccurs="0" maxOccurs="unbounded" /> </xs:sequence> </xs:extension> </xs:complexContent> </xs:complexType> This element type contains a descriptive name for the command in addition to an xs:sequence of veDataValuePairs. The structure of a command is constructed to allow any object to request or send a series of data with information about its use or potential application of the data contained within. This permits objects to be separate instances and allows computers to then decode the XML data structure and perform necessary actions as directed or received by a particular object. Since a veDataValuePair can contain any XMLObject that is derived for VE-Open, a veCommand can be used as the overall container to transmit information about objects and the attributes used to describe them.
V. Conclusion
The object-centered method aims to address many of the issues facing the current engineering design process by allowing the engineer to focus on engineering and not on information integration. To illustrate the proposed capability of the object-centered method, an initial implementation of the XML schema has been described. The schema is currently in active use by VE-Suite (Ref. 30) for the core communication and data transfer mechanism within VE-Suite. VE-Suite proposes to allow a broad range of problems to be addressed across many disciplines for the complete life of a product or system. This will allow engineers to focus on using the information provided by engineering models and other diverse information models to make decisions in the product realization process. The initial interface specification, VE-Open, will allow engineers to address these multi-disciplinary issues and to collaborate at a level that allows information to flow seamlessly from one design team to another. These features will allow virtual engineering to occur within a wide variety of engineering facilities. Through the implementation of the object-centered method, the problems experienced when collaborating within large design teams will hopefully become issues of the past. The object-centered method, when implemented across each step of the product realization process, will create environments where virtualized systems and parts can be analyzed and produced with far fewer costs being devoted to the design and development phase of the realization process.
To continue to expand VE-Open and adapt it to more applications and problems, many issues must be resolved. Among these issues is formalizing an initial ontology to describe basic information sources within the engineering process from a high level so that objects can properly adapt and connect to one another without manual coding or direction from an engineer. In addition, new extensions to the schema must be made to permit objects to contain and operate on a hierarchy of models to enable integration across information sources. To couple models of varying fidelities, information about numerical solving requirements must be published by the objects in addition to the fidelity and pedigree of the information provided by the object. As each of these issues is addressed, the ability to seamlessly construct an environment where an engineer can focus on authoring a product becomes a reality.
