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ジ B、ホームページ Aに戻る。そこで、政治のページ Cに入り、自分が興味持っている
ニュースを読む。以上のパターンが現在多くのユーザに発生している。この情報を利用す
るためには、Webページの特徴も理解する必要がある。
図 2.1 ブラウジング習慣例 出典: http://www.asahi.com
2.4 ユーザのブラウジング習慣とWebページの特徴 9





として、ページ Aにページ Bのリンクがあり、ページ Bはページ Aに属していること




既存研究 [2]ではページ Aからページ Dまで各ページをノードとし、マルコフ連鎖を
作成し、ユーザが再度ページ Aにアクセスした時、次にアクセスする可能性があるペー
ジ B とページ C をプリフェッチする。そこで、ユーザがページ B またはページ C にア
クセスする時の待ち時間を減らす。他には、ページ Eとページ FがこのWebページにア
クセスした主な理由などで、ページ Eとページ Fも予想する研究 [1]ではユーザがページ
Aからページ Fのユーザが押したリンクと読んだドキューメントを解析し、図 2.1のペー
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図 2.2 ドメイン名が同じWebページの構成
3. 関連研究 11







































提案手法のブラウジング習慣と技術の繋がりを図 4.1で説明する。図 4.1は \海外サッ
カー"と \プロ野球"が好きなユーザのブラウジング習慣例を示している。
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とする。既存手法のマルコフ連鎖を図 4.3に示す。図 4.3の四角のノード P1、P2などは、
Web ページを示している。矢印は遷移を示す。P1 から P2 を指す矢印は、P1 から次に
P2をアクセスするのを示している。ページにより複数の別のページに遷移して行ったり、
また複数のページから遷移してきたりもする。これを決めるのが、ユーザの過去のWeb
























ブロック A からブロック B の遷移確率　 =
ドメイン名 A の Web ページからドメイン名 B の Web ページに遷移した回数




























なく、ユーザの興味があるページを示す。1:ユーザが Yahooのホームページの P1の \ス
ポーツナビ"リンクを辿り、P3にアクセスする。2:\スポーツナビ"ページの P3から、\
海外サッカー"リンクで \海外サッカー"ページ P7にアクセスする。3:P7から自分の興
味があるページ PN にアクセスする。4:PN ページを読み終わったユーザは P7 に戻り、
また自分の興味があるリンクを探す。5:\海外サッカー"が好きなユーザは操作 3と操作 4
を複数回繰り返す。
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図 4.3の既存研究 [2]のマルコフ連鎖例と図 4.5の連鎖例の異なる部分の P7に自分から
出てまた自分をアクセスする矢印がある。この矢印は、図 4.5の例の P7から自分の興味
があるページ PN にアクセスし、読み終わったらまた P7 に戻り次の PN にアクセスす
る操作を複数回繰り返す時、本研究では自分をアクセスしたという意味で導入した。図
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ている。ユーザがリンクを辿り、アクセスした場合に 1を入れた。表 4.1で 7× 7の正方






ページ P1 P2 P3 P4 P5 P6 P7
P1 0 1 1 0 0 0 0
P2 0 0 1 0 0 0 0
P3 1 1 0 1 1 0 1
P4 1 1 0 1 0 0 0
P5 1 0 1 1 0 1 0
P6 0 0 1 0 1 0 0
P7 0 0 0 0 1 1 1
A =
0BBBBBBBB@
0 1 1 0 0 0 0
0 0 1 0 0 0 0
1 1 0 1 1 0 1
1 1 0 1 0 0 0
1 0 1 1 0 1 0
0 0 1 0 1 0 0




0 0 1=5 1=3 1=4 0 0
1=2 1 1=5 1=3 0 0 0
1=2 0 0 0 1=4 1=2 0
0 0 1=5 1=3 1=4 0 0
0 0 1=5 0 0 1=2 1=3
0 0 0 0 1=4 0 1=3
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3: 変わったページランクを利用し 2を再度行う。






















































































図 5.1は JIS X0121[8] を参考してフローチャートであり、提案手法の流れを示す。1.
Webviewを立ち上げ、最初ブロックファイルを読み込む。2. ユーザからの URLの入力
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図 5.1 提案手法の流れ
5.3 連鎖の作成 26















ドメイン名 URL Webページ 1 Webページ 2 Webページ 3
連鎖の作成に Python3とい言語を使用した。操作の手順は以下のようになる
1: 最近 30日以内にアクセスしたWebページの中から以下の 2パターン探す。1つは
ページ Aとページ Bが両方 30日間の異なる日に 4回以上アクセスしたWebページの時
ページ Aからページ Bにアクセスする回数 (表 5.3)。もう 1つはページ Cが 30日間の
異なる日に 4回以上アクセスしたページで、ページ Dは 1回もしくは 2回アクセスした





スコードを 付録 Aのソース A.1に示す。
3: 1 と 2 の結果を利用し、本研究で使用する連鎖情報があるファイルを作成する。各
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表 5.3 パターン 1
アクセス時間 タイトル アクセス回数 URL
1月 2日 10時 20分 30秒 ページ A 10回 http://www.example page.com
1月 2日 10時 21分 10秒 ページ B 15回 http://sports.example page.com
表 5.4 パターン 2
アクセス時間 タイトル アクセス回数 URL
1月 3日 22時 33分 44秒 ページ C 10回 http://news.example page.com
1月 3日 22時 34分 13秒 ページ D 1回 http://news.example page.com/badnews.html









































1: ユーザが最初 \www.example pageA.com"というページを入力したら、緑の矢印ま
たは赤の矢印を辿り URLのリソースをロードする。








5: 操作 4 の \www.example pageA.com" の次が黒い点線で囲まれている \keyword"

































実験 1は 2015年 10月 1日から 2015年 10月 30日のWeb履歴を利用し、作成された
ブロック、連鎖とキーワードリストを利用して実験を行った。実験 1 では作成されたブ
ロック、連鎖、キーワードリストを利用し、10月 31日から 11月 6日までのアクセス履
歴で、1日のアクセス時刻が早い上位 50個づつ選択し、アクセスを行った。
実験 2は 2015年 10月 8日から 2015年 11月 6日までのWeb履歴を利用して実験を
行った。実験 1と同じく、作成されたブロック、連鎖、キーワードリストを利用し、11月






実験 1と実験 2のヒット率の結果を図 6.1に示す。縦軸は割合を示している。横軸は日
を示しており、実験を始めた最初日を 1とする。結果から見ると、ヒット率日により高く
なったり、低くなったりする。日により、パフォーマンスの向上が異なる。実験 1と実験
2のヒット率は最多値で、それぞれ 40%と 44%になる。また、最小値は、8%と 12%に
なる。実験 1と実験 2の結果を合わせて平均的にヒット率は 25%になる。
実験 1と実験 2の有用率の計算結果を図 6.2に示す。縦軸は割合を示しており、横軸は
日を示している。結果を見ると、有用率は 60%から 70%の間で比較的に安定している。
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図 6.1 実験 1と実験 2のヒット率
図 6.2 実験 1と実験 2の有用率
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付録 A
ソースコード
1 import networkx as nx
2 line2= f1.readline () # The next line
3 g = nx.DiGraph () # prepare for make markov chain
4 elenum =0 #chain element number
5 tmplist =[] #row number
6 url =[]# chain element
7 dicttmp ={} #temporary dict to connet the element number with url





13 if(string.find ("\n")!= -1):





19 def added(string1 ,string2 ): # add the edge of two nodes in markov chain
20 global g
21 global dicttmp
22 if(string1.find ("\n")!= -1):
23 string1 = string1.strip ("\n")
24 if(string2.find ("\n")!= -1):
25 string2 = string2.strip ("\n")
26 g.add_edge(int(dicttmp.get(string1)),int(dicttmp.get(string2 )))
27 for line in f : #read file
28 line2=f1.readline ()
29 if(line.find(">>>") != -1): # if the line reading now is the last line of
30 #the same domain name web pages
31 pr=nx.pagerank_numpy(g,alpha =0.85)
32 for word in url:








. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
40 continue
41 if(line [0]==" <"): # "<" means the web page access itself
42 line = line.strip ("<")




47 elif(line.find (">")!=-1 and line != ">>>\n"): # ">" means it access a web page
48 # with different domain name
49 tmplist=line.split (">")
50 if(tmplist [0] not in url and tmplist [0]. find(">>>") == -1):
51 addno(tmplist [0])
52 else: # else type is the url in this line will access the url of next line
53 if(line.strip ("\n") not in url and line.find(">>>")== -1):
54 addno(line)
55 if(line2.strip ("\n") not in url and line2.find(">>>")== -1):
56 if(line2.find (" >")):
57 tmplist1=line2.split (">")
58 addno(tmplist1 [0])





1 url = [] # URLs with the same domain name
2 pr=[] #pagerank of the URLs with the same domain name
3 domainfornode =[] #domain name for the markov chain node
4 urlfornode =[] # url for the markov chain node
5 next1fornode =[] # The next access Web page with the highest priority
6 next2fornode =[] # the page will be prefetch second time
7 next3fornode =[] # the page will be prefetch at last chance
8 dict ={} # for sort the next access web pages by pagerank*access times
9 for line in readpr:
10 f=open(" tempfile.csv","r",encoding ="utf -8")
11 if(line.startswith ("end ")== True): # all of the Web pages with the same domain name read
12 for lines in f: # read the access patten
13 forcount=lines.split (",")
14 urlsinline = forcount [0]. split (">")
15 tmplista=urlsinline [0]. strip ("\n")
16 tmplistb=urlsinline [1]. strip ("\n")
17 if(tmplistb in url):
18 dict[tmplista +">>"+ tmplistb ]=str(float(forcount [1]. strip ("\n"))
19 *float(pr[url.index(tmplistb )]))
20 d = [(v,k) for k,v in dict.items ()]
21 d.sort()
22 d.reverse ()
23 for count , word in d[:]: # input the next1 ,2,3 and
24 #if it access it self input "keyword"
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25 lastlist=word.split(">>")
26 if lastlist [0] in urlfornode :
27 if(lastlist [0] != lastlist [1] and
28 next1fornode[urlfornode.index(lastlist [0])] == ""):
29 next1fornode[urlfornode.index(lastlist [0])] = lastlist [1]
30 elif(lastlist [0] != lastlist [1] and
31 next2fornode[urlfornode.index(lastlist [0])] == ""):
32 next2fornode[urlfornode.index(lastlist [0])] = lastlist [1]
33 elif(lastlist [0] != lastlist [1] and
34 next3fornode[urlfornode.index(lastlist [0])] == ""):
35 next3fornode[urlfornode.index(lastlist [0])] = lastlist [1]
36 elif(lastlist [0] == lastlist [1] and
37 next1fornode[urlfornode.index(lastlist [0])] == ""):
38 next1fornode[urlfornode.index(lastlist [0])] = "keyword"
39 elif(lastlist [0] == lastlist [1] and
40 next2fornode[urlfornode.index(lastlist [0])] == ""):
41 next2fornode[urlfornode.index(lastlist [0])] = "keyword"
42 elif(lastlist [0] == lastlist [1] and
43 next3fornode[urlfornode.index(lastlist [0])] == ""):
44 next3fornode[urlfornode.index(lastlist [0])] = "keyword"
45 for i in range(len(urlfornode )): # make markov chain
46 markovchain.writelines(domainfornode[i]+" ,"+ urlfornode[i]+","+
47 next1fornode[i]+","+ next2fornode[i]+","+ next3fornode[i]+",\n")
48 f.close ()











60 else: # if the line not the "end"
61
62 tmplist = line.split (",")
63 url.append(tmplist [0])
64 pr.append(tmplist [1]. strip ("\n"))
65 ttmp=tmplist [0]. strip("http ://")
66 if ttmp.startswith ("s://"): ttmp=ttmp.strip("s://")
67 textdo=ttmp.split (".")
68 #init all element
69 if(textdo [1]==" com" or textdo [1] == "tv" or
70 textdo [1]==" net" or textdo [1]==" co" or





. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
75 next1fornode.append ("")
76 next2fornode.append ("")
77 next3fornode.append ("")
78 else:
79 domainname=textdo [1]
80 domainfornode.append(domainname)
81 urlfornode.append(tmplist [0])
82 next1fornode.append ("")
83 next2fornode.append ("")
84 next3fornode.append ("")
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