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Resumo 
Esta tese descreve o trabalho realizado no âmbito da disciplina Projecto em 
Engenharia Informática, do Mestrado em Engenharia Informática, da Faculdade de 
Ciências da Universidade de Lisboa. 
O projecto “Business & Worker Solutions”, que está a ser desenvolvido pela 
Empresa Indra, visa dotar o grupo RecrutaMix – empresa líder no mercado de trabalho 
temporário – de um sistema integrado que suporte as actividades relacionadas com o seu 
negócio. 
Este projecto encontra-se dividido em vários módulos funcionais, que permitem a 
gestão de diversos aspectos do negócio da empresa, incidindo a minha colaboração 
maioritariamente sobre os módulos de Contratos e de Propostas. 
Ao longo deste projecto participei na modelação, na criação da interface da 
aplicação, no desenvolvimento do código e na ligação entre a interface e o código.  
Na fase de desenho técnico elaborei diagramas de actividades e de estados, tendo 
colaborado também na criação do modelo de classes.  
Na fase da concepção da interface da aplicação criei cerca de cento e trinta ecrãs, 
todos eles respeitando critérios específicos e normas de usabilidade muito bem definidas no 
manual de usabilidade do projecto. Esta aplicação foi desenvolvida em ASP.NET.  
Na etapa de codificação desenvolvi a maior parte do código referente ao módulo de 
Contratos e participei também no desenvolvimento do módulo de Propostas. Nesta fase 
realizei testes unitários e testes de integração que desempenharam um papel fundamental 
para assegurar a qualidade da aplicação.  
Por fim, cooperei na ligação entre os ecrãs e o código desenvolvido. Esta ligação é 
feita invocando, nos ecrãs, os WebServices necessários para o seu correcto funcionamento. 
Neste relatório apresenta-se ainda uma análise aos riscos, na qual é feita a 
identificação, estimação e gestão dos mesmos. 
Este projecto teve início em Maio de 2006 e estará concluído em Novembro de 
2007.   
 Palavras-Chave: Multi-Camada, Análise de Risco, Trabalho de Equipa, Integração, 
Usabilidade. 
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Abstract 
This thesis describes the project developed for the course of Computer Science 
Engineering of the Msc in Computer Science Engineering, of the Faculty of Sciences of the 
University of Lisbon. 
The project Business & Worker Solutions, which is being developed by Indra, aims 
to endow RecrutaMix group with an integrated system that supports the activities related 
with their business.  
This project is divided in various functional modules. My collaboration focuses 
mainly in Contracts and Proposals modules. 
Throughout this project, I have participated not only in the creation of the diagrams 
but also in the creation of application’s interface, in the development of the code and in the 
linking between the interface and the code. 
In the UML drawing phase, I have elaborated activity and state diagrams and I also 
have collaborated in the creation of the class model.  
In the conception of the application’s interface phase I have created about one 
hundred and thirty screens, all those respecting specific criteria and norms of usability very 
well defined in the project’s manual of usability. This application was developed in 
ASP.NET. 
In the stage of codification, I have developed most of the Contract module code and 
I also have participated in the development of the module of Proposals. In this phase, I have 
carried through unitary tests and integration tests that played a basic role to assure the 
quality of the application.  
Finally, I have cooperated in the linking between screens and the developed code. 
This linking is made invoking, in screen, the WebServices necessary for its correct 
functioning. 
In this report I also present a risk analysis, that presents the identification, 
estimation and management of the risks.   
This project began in May 2006 and will be concluded in November 2007.  
 Keywords: Multi-Tier, Risk Management, Teamwork, Integration, Usability.  
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1 Introdução 
Desenvolvido pela Indra, o projecto “Business & Worker Solutions” visa munir o 
grupo RecrutaMix de um sistema integrado que suporte as mais diversas actividades da 
empresa. Este projecto encontra-se dividido em vários módulos funcionais, 
designadamente: Candidatos; Colaboradores; Folhas de Horas; Clientes; Prospects; 
Contratos; Propostas; Concursos Públicos; Processos/Pedidos; Vencimentos e Facturação; 
Mailing Center; e Administração e Segurança. A minha colaboração incidirá 
maioritariamente sobre os módulos de Contratos e de Propostas. 
O trabalho que irei realizar englobará várias áreas distintas. Irei participar na fase de 
modelação, na concepção dos ecrãs da aplicação, no desenvolvimento do código e na 
ligação entre os ecrãs e o código desenvolvido. 
Assim, as tarefas que vou realizar ao longo deste projecto deverão incluir: 
• Elaboração de diagramas de actividades, de estados e de classes; 
• Criação de cerca de um terço dos ecrãs da aplicação; 
• Desenvolvimento do código; 
• Realização dos testes unitários e dos testes de integração relativos ao código 
desenvolvido; 
• Ligação entre os ecrãs e o código desenvolvido. 
Os diagramas serão desenvolvidos utilizando a ferramenta Enterprise Architect. A 
aplicação será desenvolvida em ASP.NET e os testes serão realizados recorrendo à 
framework NUnit. 
Com base no conhecimento que tenciono adquirir ao longo deste projecto farei uma 
análise dos riscos que envolvem um projecto desta dimensão. Farei a sua identificação e 
estimação e irei elaborar o planeamento de gestão de riscos. 
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1.1 Organização do documento 
No capítulo 2, são descritos os objectivos do projecto, os módulos funcionais que o 
constituem e o modo como se relacionam entre si. É ainda mostrada a arquitectura multi-
camada da solução. Por fim, apresenta-se o planeamento original das minhas actividades. 
No capítulo 3, começo por fazer um enquadramento das tecnologias utilizadas neste 
projecto, procedendo depois à apresentação da estrutura hierárquica da equipa. De seguida, 
descrevo o estado em que se encontrava o projecto aquando do início da minha actividade e 
explico toda a minha contribuição para o mesmo até ao momento. 
O capítulo 4 é dedicado à identificação, estimação e gestão de riscos. Esta é uma 
etapa de elevada importância e, como tal, optei por elaborar a minha própria identificação, 
estimação e gestão de riscos, com o intuito de tornar este trabalho mais completo. Esta 
descrição foi feita tendo por base o conhecimento adquirido no decorrer deste trabalho. 
No capítulo 5, surge um sumário do trabalho desenvolvido até agora e uma 
apreciação global do projecto. 
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2 Contextualização 
2.1  Indra Sistemas Portugal, S.A. 
A Indra iniciou a sua actividade em Portugal através de um contacto com a Força 
Aérea Portuguesa, em 1993. 
Em 2000, o número de projectos aumentou e foi tomada a decisão de criar uma 
subsidiária, que tinha o papel de apoiar a actividade comercial da empresa na área de 
sistemas de informação, mais concretamente, Administração Pública, Banca e Seguros, 
Utilities e Telecomunicações. 
Em Abril de 2002, a Indra Sistemas, S.A. – Sucursal em Portugal, filial da maior 
empresa espanhola de serviços informáticos [24], especializada em Tecnologias da 
Informação, formou uma joint venture com a CPCis (Companhia Portuguesa de 
Computadores, Informática e Sistemas, S.A), da qual resulta uma nova empresa – a INDRA 
– CPC – controlada em 60% pela Indra Portugal. 
Desde o dia 3 de Novembro de 2004, a Indra é proprietária de 100% da companhia 
portuguesa INDRA CPC – Sistemas Informáticos, S.A, passando para a denominação 
jurídica de Indra Sistemas Portugal, S.A. [12]. 
2.2 Objectivos 
Tal como foi referido anteriormente, a solução BWS pretende fornecer um sistema 
integrado que suporte todo um conjunto de actividades próprias de uma empresa como a 
RecrutaMix, uma das principais empresas da Europa na área dos Recursos Humanos.  
Esta solução disponibiliza um conjunto de serviços que permitirão não só alcançar a 
excelência no desempenho das actividades correntes do negócio, como também garantir a 
disponibilização da informação necessária, actualizada e completa aos quadros directivos 
da empresa para a tomada de decisões ao nível operacional, táctico e estratégico. 
Este sistema assenta em quatro ambientes principais. Cada um destes ambientes 
apenas poderá ser acedido por um grupo específico de utilizadores. Assim, teremos o Portal 
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Público, para candidatos e público em geral; a Extranet, para as delegações e sede; a 
Intranet, para os colaboradores e clientes; e o Dynamics NAV, para a sede [11]. 
2.3  Módulos Funcionais 
Um projecto desta dimensão requer, naturalmente, uma análise muito detalhada. 
Esta análise produzirá melhores resultados se se começar por identificar os módulos 
funcionais específicos e se estes forem analisados individualmente, ao pormenor, antes de 
se examinar todo o sistema como um todo integrado. Assim sendo, foram identificados 
vários módulos funcionais, apresentados de seguida. 
 Gestão de Candidatos  O módulo de Gestão de Candidatos irá suportar as 
actividades de recrutamento, selecção e colocação de colaboradores da RecrutaMix. Este 
módulo permitirá ainda gerir a informação inerente aos candidatos. 
 Gestão de Colaboradores  O módulo de Gestão de Colaboradores estará 
direccionado para os gestores de clientes e/ou colaboradores. Terá como objectivo a gestão 
da informação dos colaboradores, seleccionados no âmbito de um processo de recrutamento 
requerido por um cliente. 
 Gestão de Folhas de Horas  O módulo de Gestão de Folhas de Horas servirá 
para contabilizar as horas de trabalho dos colaboradores, permitindo que seja efectuado o 
processamento de vencimentos e a facturação a clientes. 
 Gestão de Clientes  O módulo de Gestão de Clientes estará focado na actividade 
comercial da RecrutaMix e terá como objectivo a gestão da informação dos clientes. 
 Gestão de Prospects  O módulo de Gestão de Prospects irá suportar a pesquisa e 
negociação de processos comerciais com potenciais clientes. O processo inicia-se com uma 
oportunidade de actividade comercial e termina com a passagem de uma dada empresa de 
prospect a cliente. 
 Gestão de Contratos  O módulo de Gestão de Contratos está direccionado para o 
conceito de Contrato que corresponde ao ponto central do negócio e do sistema da 
RecrutaMix. A elaboração do contrato com o cliente é efectuada após a adjudicação de uma 
proposta ou durante/após o lançamento de um processo de recrutamento, quando aplicável.  
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 Gestão de Propostas  O módulo de Gestão de Propostas tem como principal 
objectivo a gestão e análise do processo de elaboração, emissão e aprovação de propostas, 
tendo por base todas as regras de negócio da empresa, de modo a que sejam respeitadas na 
íntegra. 
 Gestão de Concursos Públicos  O módulo de Gestão de Concursos Públicos 
pode ser encarado como um canal comercial, que assenta na análise de concursos públicos 
e em relações directas com as empresas. 
 Gestão de Processos/Pedidos  O módulo de Gestão de Processos/Pedidos 
permitirá o acompanhamento dos pedidos do cliente e dos processos de recrutamento. No 
pedido, o cliente solicita ao grupo RecrutaMix um determinado número de colaboradores 
e/ou recursos para realizar um determinado projecto. 
 Gestão de Vencimentos e Facturação (Facturação a Clientes)  O módulo de 
Gestão de Vencimentos e Facturação a Clientes suportará as actividades relacionadas com 
facturação a clientes do grupo RecrutaMix. 
 Gestão de Vencimentos e Facturação (Processamento de Vencimentos)  O 
módulo de Gestão de Vencimentos e Facturação suportará as actividades de processamento 
de vencimentos de colaboradores. 
 Mailling Center  O módulo de Mailing Center tem como objectivo dotar os 
utilizadores de uma ferramenta de gestão de campanhas flexível, expansível e, acima de 
tudo, valorativa no seio da organização. Constitui uma solução robusta para o envio de 
emails, SMS, cartas, entre outros, no âmbito de campanhas ou outras necessidades que 
requeiram envios massivos. 
 Gestão de Administração e Segurança  O módulo de Administração e 
Segurança tem como objectivo dotar as empresas do grupo RecrutaMix de uma ferramenta 
de gestão centralizada de utilizadores e aplicações, com excepção de Dynamics Nav e Plug-
in RH. O módulo de Administração e Segurança estará disponível para o universo de 
utilizadores das aplicações do projecto BWS, através de Intranet e Extranet [11]. 
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2.4  Interligação dos Módulos Funcionais 
 No Anexo E encontra-se um diagrama que representa as relações existentes entre os 
módulos da solução BWS. 
 O diagrama especifica, simplificadamente, o modo como a informação circula no 
sistema. O processo de negócio tem início quando surge uma oportunidade de actividade 
comercial e termina com a passagem de uma empresa de prospect a cliente. Após a 
passagem a estatuto de cliente, é já possível efectuar uma proposta e respectivos pedidos de 
recrutamento. O processo de recrutamento inicia-se com a selecção do candidato que irá 
passar a colaborador, no âmbito de um processo de recrutamento requerido pelo cliente. 
Concluída e adjudicada a proposta, atinge-se a etapa de elaboração do Contrato, que 
constitui o ponto mais importante de todo o negócio [11]. 
2.5  Arquitectura Multi-Camada 
A solução actualmente em desenvolvimento segue o modelo de arquitectura multi-
camada. A finalidade desta divisão em camadas assenta na separação da interface com o 
utilizador da lógica de negócio e dos dados, permitindo a criação de níveis de abstracção 
entre os vários módulos. Esta opção não só facilita a implementação faseada da solução, 
como também permite a sua evolução de modo articulado e modular. 
As interfaces web não devem aceder directamente aos dados, nem ter incorporada a 
lógica de negócio. Estas devem invocar serviços que conhecem o negócio e acedem à 
informação nas respectivas bases de dados e em sistemas externos. Estes serviços devem 
ser modelados, utilizando ferramentas especializadas na modelação de componentes. Desta 
forma, todo o negócio da instituição fica documentado, facilitando-se a manutenção e 
garantindo-se maior facilidade na sua evolução. 
O desenvolvimento de aplicações multi-camadas permite que as aplicações se 
tornem menos dependentes da arquitectura geral de um sistema e possibilita uma 
manutenção mais rápida e menos complicada. A arquitectura destes sistemas torna possível 
que a camada de apresentação do software seja independente da camada de controlo de 
regras de negócios e que esta seja independente da camada de armazenamento dos dados.  
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2.5.1 O que é uma Aplicação Multi-Camada? 
Numa aplicação multi-camada estratifica-se, em blocos, os elementos que compõem 
o sistema, numa lógica de separação de responsabilidades (SoC – Separation of Concerns). 
Numa implementação típica deste modelo é possível ter uma ou mais das seguintes 
camadas: Camada da Apresentação (Presentation Layer), Camada das Regras de Negócio 
(Business Rules Layer), Camada de Acesso a Dados (Data Access Layer) e Camada da 
Base de Dados (Database / Data Store). No caso do projecto BWS, o modelo de 
implementação contém as quatro camadas. 
Cada uma destas camadas pode ser desenvolvida independentemente, desde que 
respeite as normas e comunique com as outras camadas seguindo as regras especificadas. 
Uma camada não precisa saber como a outra camada processa os dados, desde que lhe 
envie os dados certos no formato correcto. 
 
Figura 2.1: Camadas lógicas da aplicação. 
A Camada de Apresentação, também chamada Camada do Cliente, contém os 
componentes utilizados para apresentar a informação ao utilizador. No projecto BWS, esta 
camada é composta pelos ecrãs da aplicação, que fazem a ponte entre o utilizador e as 
funcionalidades do sistema. 
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A Camada das Regras de Negócio inclui a lógica do negócio. Ter uma camada 
separada para as regras do negócio é uma grande vantagem, porque qualquer alteração a 
estas mesmas regras pode ser tratada apenas nesta camada. Desde que a interface entre as 
camadas continue a mesma, qualquer alteração à funcionalidade ou ao processamento 
lógico desta camada pode ser feita sem qualquer impacto nas outras camadas.  
A Camada de Acesso a Dados abrange os componentes que permitem o acesso à 
Base de Dados. Se esta camada for utilizada do modo correcto, fornece um nível de 
abstracção das estruturas das BD, possibilitando que alterações feitas nas tabelas da BD ou 
mesmo na própria BD não afectem o resto da aplicação. Todos os pedidos de dados são 
enviados para esta camada e as respostas partem também desta mesma camada. A BD não é 
acedida directamente por nenhuma outra camada.  
A Camada da Base de Dados inclui os componentes da BD, tais como os ficheiros, 
tabelas, vistas, stored procedures. Numa aplicação multi-camada, a aplicação inteira pode 
ser desenvolvida de um modo autónomo relativamente à BD. Por exemplo, é possível 
alterar a localização da BD com alterações mínimas, num único ponto de configuração, na 
Camada de Acesso a Dados e sem afectar em nada o resto da aplicação [5]. 
2.5.2 Vantagens da Arquitectura Multi-Camada 
Existem muitas razões para se desenvolver as aplicações seguindo este modelo de 
arquitectura, de entre as quais se destacam as seguintes: 
• Menores custos de desenvolvimento  Criar este tipo de aplicações reduz os 
 custos porque as componentes criadas podem ser reutilizadas de uma aplicação 
 para a outra. 
• Menores custos de manutenção  As regras do negócio estão todas contidas 
 num único local. Assim só precisam de ser escritas e mantidas uma única vez.  
• Normalização das regras de negócio  As regras de negócio estão encapsuladas 
 num conjunto de rotinas comuns que podem ser chamadas de vários locais.  
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• Maior flexibilidade  As aplicações divididas em componentes permitem aos 
 programadores combinar regras de negócio e componentes de um determinado 
 modo que não fora anteriormente previsto. 
•  Melhor qualidade  Uma vez que a aplicação é criada através de pequenos 
 módulos, estes podem ser inteiramente testados e podem tornar-se mais sólidos 
 com o decorrer do tempo. 
• Escalabilidade  Este modelo está preparado para suportar o crescimento da 
 aplicação, pois possui vários pontos de intervenção ao invés de uma aplicação 
 monolítica. 
• Melhor integração  O desenvolvimento multi-camadas fornece flexibilidade 
 para desenvolver diferentes camadas com diferentes ferramentas. 
• Utilização de novas ferramentas de desenvolvimento  É mais fácil introduzir 
 novas tecnologias numa aplicação que está dividida em múltiplas camadas [6]. 
2.5.3 Aplicação Web Multi-Camada Utilizando C# .Net 
Para criar uma aplicação web multi-camada utilizando C# .Net devem ser seguidos 
os seguintes passos: 
1. Definir qual a funcionalidade da aplicação. 
2. Preparar a lógica da aplicação. A lógica referente à interface com o utilizador 
 fará parte da Camada de Apresentação; a lógica relativa às regras do negócio 
 pertencerá à Camada das Regras de Negócio, e assim sucessivamente. 
3. Desenhar toda a estrutura da BD, tal como tabelas e afins. O desenho da BD é 
 um passo crucial e afecta o desempenho de toda a aplicação. 
4. Delinear a Camada de Acesso a Dados. Esta camada contém o código de acesso 
 à BD. Os componentes desta camada serão chamados pelos componentes da 
 camada superior, pelo que nesta fase é necessário definir como deve ser feita 
 esta chamada, ou seja, definir a interface, os inputs, os outputs, a estrutura dos 
 dados e congéneres. 
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5. De modo semelhante, o desenho da Camada das Regras de Negócio deve 
 especificar quais os componentes desta camada e o modo como devem ser 
 acedidos, compondo chamadas aos DAOs (Data Access Objects) de uma forma 
 que faça mais sentido para a camada superior, numa perspectiva de abstracção.   
6. A Camada de Apresentação é concebida tendo em conta a facilidade de 
 utilização por parte do utilizador. A interface com o utilizador deve ser intuitiva 
 e apelativa. Esta camada deverá conter as páginas web. [5] 
Os passos acima apresentados são o que idealmente aconteceria na criação de uma 
aplicação web multi-camada. Contudo, como acontece na maioria dos projectos 
informáticos, o tempo disponível nem sempre permite seguir os modelos na íntegra, apesar 
de se saber que seria a melhor opção. Assim, no projecto BWS, todos estes passos foram 
realizados, contudo, a ordem de execução não pôde ser rígida, pois foi necessário executar 
alguns destes passos simultaneamente.   
De seguida apresenta-se a associação entre estas camadas e os componentes do 
projecto BWS. 
 
Figura 2.2: Componentes do Projecto BWS. 
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 A Camada de Apresentação corresponde ao package GuiLayer. Este contém os 
ficheiros .aspx que correspondem às páginas da aplicação. Será através destas páginas que 
o cliente irá interagir com o sistema. 
 A Camada das Regras de Negócio corresponde ao package ServiceLayer, que é 
composto por ficheiros de código C#, onde está programada a lógica do negócio. A 
interacção entre a Camada de Apresentação e a Camada das Regras de Negócio é feita 
através de Web Methods definidos no package WebservicesLayer. 
 Os Web Services constituem uma forma simples de acesso a métodos de um objecto 
que esteja a correr num computador local ou remoto. Podemos aceder aos Web Services 
através de uma aplicação desenvolvida em qualquer linguagem de programação e que corra 
em qualquer sistema operativo. Em ASP.NET é possível criar um Web Service tão simples 
como um Business Object comum. A única diferença é que os métodos são precedidos pelo 
atributo WebMethod, o que os torna Web Services [26]. 
  A Camada de Acesso a Dados corresponde ao package DataLayer, que também é 
constituído por ficheiros C# que contêm o código de acesso à BD, nomeadamente as 
invocações aos Stored Procedures e o tratamento dos resultados obtidos. 
 Os packages DataLayerTest e ServiceLayerTest contêm os ficheiros C# com código 
de teste. Estes ficheiros contêm métodos de teste que serão depois interpretados pela 
ferramenta de testes unitários NUnit, descrita no próximo capítulo. 
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2.6 Metodologia de Desenvolvimento de Software 
 
 
 
 
 
 
 
Figura 2.3: Metodologia de Desenvolvimento de Software da Indra [13]. 
O Processo de Desenvolvimento utilizado pela Indra contém todas as actividades e 
tarefas que se devem realizar para desenvolver um sistema, cobrindo desde a análise de 
requisitos até à instalação de software. Além das tarefas relativas à análise, inclui duas 
partes no desenho de sistemas que são Arquitectura e Desenho Detalhado. Também cobre 
os testes unitários e de integração do sistema e, embora seguindo a norma ISO 12.207, não 
propõe nenhuma técnica específica e destaca a importância da evolução dos requisitos. Este 
processo constitui, sem dúvida, o mais importante dos identificados no ciclo de vida de um 
sistema e relaciona-se com todos os restantes. As actividades e tarefas propostas pela norma 
encontram-se mais na linha de um desenvolvimento clássico, separando dados e processos, 
do que numa linha orientada a objectos. Na Metodologia utilizada pela Indra foram 
abordados os dois tipos de desenvolvimento: estruturado e orientado a objectos. Por este 
motivo, foi necessário estabelecer actividades específicas a realizar em alguns dos 
processos, sempre que se utiliza a tecnologia de orientação a objectos. Para este último caso 
foram analisadas algumas das propostas de outras metodologias orientadas a objectos e foi 
tida em conta a maioria das técnicas que contemplam UML 1.2 (Unified Modeling 
Language). 
  13 
A metodologia utilizada pela Indra é constituída pelos seguintes processos: 
• Estudo da Viabilidade do Sistema; 
• Análise do Sistema de Informação; 
• Desenho do Sistema de Informação; 
• Construção do Sistema de Informação; 
• Implementação e Aceitação do Sistema; 
• Suporte Pós-Implementação/Manutenção [13]. 
2.7  Planeamento 
Como referirei no próximo capítulo, ocorreram alguns contratempos que alteraram a 
calendarização das tarefas atribuídas aos vários elementos da equipa. De seguida, 
apresenta-se o planeamento parcial inicial previsto para as minhas actividades, estando 
mais pormenorizado no Anexo A. Este planeamento não foi cumprido à risca, porque o 
projecto sofreu muitas alterações e foi necessário refazer grande parte do trabalho.  
 
Figura 2.4: Planeamento inicial da minha contribuição no projecto. 
No capítulo seguinte encontra-se também um Mapa de Gantt com todas as tarefas 
que realizei neste projecto. 
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3 Desenvolvimento 
3.1 Enquadramento Tecnológico 
O desenvolvimento deste projecto foi feito recorrendo a várias tecnologias. De 
seguida, apresenta-se uma breve explicação sobre cada uma destas tecnologias. 
3.1.1 Microsoft .NET 
É um software da Microsoft que permite associar pessoas, sistemas e dispositivos. O 
.Net fornece interoperabilidade baseada em XML e tem vindo a ser incorporado através dos 
clientes, servidores, serviços e dispositivos da Microsoft. Para os programadores, o .Net 
manifesta-se no modelo de programação fornecido pela Microsoft .NET Framework [18]. 
3.1.1.1.  Microsoft .Net Framework 
É uma plataforma de desenvolvimento de software focada na concepção rápida de 
aplicações independentes da plataforma e transparentes na rede. De acordo com a 
Microsoft, a Microsoft .NET Framework inclui variadas tecnologias que foram criadas para 
facilitar o desenvolvimento de aplicações Internet e Intranet [18].  
3.1.1.2.  ASP.NET 
O ASP.NET é uma componente da Microsoft .NET Framework que permite o 
desenvolvimento de aplicações Web e de aplicações distribuídas. É baseado no framework 
.NET, herdando todas as suas características, por isso, como qualquer aplicação .NET, as 
aplicações para essa plataforma podem ser escritas em várias linguagens, como C# e Visual 
Basic .NET. 
Uma aplicação para a web desenvolvida em ASP.NET pode reutilizar código de 
qualquer outro projecto escrito para a plataforma .NET, mesmo estando numa linguagem 
diferente. Uma página ASP.NET escrita em VB.NET pode chamar componentes escritos 
em C# ou WebServices escritos em C++, por exemplo. Ao contrário da tecnologia ASP, as 
aplicações ASP.NET são compiladas antes da execução, trazendo ganho ao desempenho 
[18]. 
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3.1.1.3. Microsoft Visual Studio .Net 
 É um ambiente de desenvolvimento integrado que permite aos programadores criar 
programas, web sites, aplicações web e serviços web que funcionam em várias plataformas. 
As plataformas suportadas incluem servidores e workstations Microsoft Windows, 
PocketPC, Smartphones e browsers World Wide Web [18]. 
3.1.2 SQL Server 2005 
 SQL Server 2005 é uma plataforma de base de dados abrangente que oferece 
ferramentas de gestão de dados de classe empresarial com integração de Business 
Intelligence (BI). O motor de base de dados SQL Server 2005 proporciona um 
armazenamento mais seguro e fiável tanto para dados relacionais como estruturados, 
permitindo criar e gerir aplicações de dados de elevada disponibilidade e desempenho para 
a empresa. 
3.1.3 Enterprise Architect 
 A tecnologia Enterprise Architect combina as capacidades da última especificação 
do UML 2.1, com um elevado desempenho e uma interface intuitiva que permitem uma 
modelação avançada e rápida por parte de todos os elementos da equipa. Além disso, 
suporta todos os treze tipos de diagramas UML 2. 
 A EA possui ferramentas que permitem encontrar dependências, suportar modelos 
muito grandes e controlar as versões com CVS ou SCC, possibilitando assim uma óptima 
gestão da complexidade. A EA permite ainda a geração de código em diversas linguagens, 
entre elas C++, C#, Java e VB.Net [9].  
3.1.4 Team Foundation Server 
O Team Foundation Server (TFS) é um conjunto de ferramentas de 
desenvolvimento de software, colaboração, métricas e reporting da Microsoft, que foi 
disponibilizado em Março de 2006.   
 O TFS é uma componente do lado do servidor que engloba duas partes: a Camada 
da Aplicação e a Camada dos Dados. A Camada da Aplicação é um conjunto de web 
  17 
services que dão acesso às funcionalidades do TFS e contém ainda um portal web e um 
repositório de documentação fornecido por Windows SharePoint Services. A Camada dos 
Dados é essencialmente uma instalação standard do Microsoft SQL Server 2005 que 
armazena toda a informação para o TFS.  
 Qualquer TFS contém um ou mais Team Projects, que consistem em soluções de 
Visual Studio, ficheiros de configuração para o Team Build e Team Load Test Agents e um 
único repositório de Sharepoint que contém os documentos pertinentes para o projecto [25]. 
 A funcionalidade do TFS mais explorada no projecto BWS é o repositório de 
controlo de versões. Este armazena todo o código assim como o registo de todas as 
alterações numa BD SQL Server. Este controlo de versões, ao contrário do que acontecia 
com o último sistema de controlo de versões da Microsoft, permite check-outs simultâneos 
por mais que uma pessoa. Esta característica é vantajosa, pois por vezes existem ficheiros 
que são manipulados em simultâneo por várias pessoas, ficando geralmente resolvidos 
possíveis conflitos. Contudo, esta liberalização de acesso aos ficheiros trouxe também 
alguns problemas. No entanto, estes são mínimos quando comparados com as vantagens. O 
sistema de controlo de versões, regra geral, faz uma boa gestão dos conflitos, mas, por 
vezes, existem conflitos que têm que ser resolvidos manualmente, através de uma 
ferramenta disponibilizada pela aplicação, a Merge Tool. Com esta ferramenta, é possível 
compararmos as duas versões do ficheiro: a que actualmente está no nosso computador e a 
do servidor. É utilizado um sistema de cores bastante explícito que aponta os sítios onde 
ocorreram as alterações e que identifica a acção realizada. Por exemplo, na figura abaixo 
apresentada, está um excerto do código que foi alterado simultaneamente em duas 
máquinas distintas.  
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 Figura 3.1: Exemplo da resolução de um conflito, utilizando a Merge Tool do TFS. 
   As causas mais comuns para estes conflitos são: 
• Manter o ficheiro check-out durante muito tempo; 
• Não fazer get latest version antes de alterar um ficheiro; 
• Não fazer get latest version antes de fazer check-in do ficheiro; 
• Adicionar um ficheiro novo à solução, o que faz com que o ficheiro descritor da 
 solução fique checked-out, e não fazer chek-in imediato; 
• Clicar inadvertidamente no rato, arrastando pastas para dentro de outras pastas, 
 seguindo-se um check-in.  
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Assim sendo, as regras a seguir para evitar conflitos de versões são: 
• Ter o mínimo possível de ficheiros checked-out simultaneamente, evitando 
 trabalhar em vários ficheiros ao mesmo tempo. 
• Ter o ficheiro check-out durante o menor tempo possível.  
• Fazer get latest periodicamente, e obrigatoriamente antes de fazer check-in ou 
 check-out. 
• Fazer get latest version antes de adicionar, remover ou renomear ficheiros, 
 fazendo check-in logo de seguida. 
 Este sistema de controlo de versões tem ainda muitas outras funcionalidades: 
• Permite consultar o histórico do ficheiro, ou seja, lista os nomes das pessoas que 
 o manipularam, a data e as alterações feitas. 
• Possibilita verificar se a versão local de um ficheiro é ou não a mais recente. 
• Assinala os ficheiros que estão check-out por outra pessoa. 
• Sinaliza os ficheiros com pending changes, ou seja, os ficheiros que foram 
 alterados localmente. 
 Outra das funcionalidades disponibilizadas pelo TFS assenta nos work items. Um 
work item é uma unidade de trabalho que precisa de ser levada a cabo. Esta funcionalidade 
é utilizada para registar tarefas que são atribuídas a um elemento da equipa, por outro 
elemento da equipa ou pelo gestor de projecto. Um work item tem campos que permitem 
definir o âmbito da alteração, o destinatário, o emissor, o estado, entre outros, sendo ainda 
possível consultar o histórico da tarefa e anexar informação necessária. Estas tarefas podem 
ser lidas por todos os elementos da equipa e permitem ao gestor de projecto controlar a 
evolução das mesmas e, consequentemente, a evolução do projecto. No projecto BWS estes 
work items foram utilizados maioritariamente para distribuir tarefas entre os elementos da 
equipa e para registar pedidos de alterações a funcionalidades já implementadas, ou a ecrãs, 
ou mesmo à base de dados. É também possível realizar pesquisas sobre os work items, isto 
é, podem ser definidas queries que permitem obter apenas uma porção seleccionada de 
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todas as tarefas existentes no sistema. Por exemplo, é possível pesquisar todas as tarefas 
concluídas num determinado dia ou todas as tarefas emitidas por um elemento específico.  
3.2 A Equipa 
A equipa que está a desenvolver este projecto já sofreu algumas alterações. Na 
altura em que iniciei a minha colaboração no projecto, esta era composta por dezassete 
elementos, que estavam organizados de forma hierárquica, tal como se pode ver no 
diagrama estrutural abaixo. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 3.2: Organização hierárquica da equipa inicial. 
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 A dada altura, saíram duas pessoas pois a sua colaboração era necessária noutros 
projectos, mas entraram mais seis elementos para reforçar a equipa. Este reforço começou a 
ser necessário à medida que foi ficando claro que os limites temporais do projecto seriam 
difíceis de cumprir. Como já foi referido, o projecto sofreu um replaneamento que 
dificultava o cumprimento do prazo estabelecido. Assim, os responsáveis pelo projecto 
optaram por introduzir mais pessoas na equipa, com a intenção de conseguir cumprir o 
planeamento. Este reforço, contudo, não foi suficiente para evitar um prolongamento do 
projecto. 
Introduzir novos elementos na equipa é obviamente um reforço, mas, por vezes, 
atinge-se um determinado limite, a partir do qual, a introdução de novas pessoas na equipa, 
não só não traz benefícios, como acaba por prejudicar. Tal acontece porque o tempo que é 
dispendido a coordenar e o ruído que é introduzido na comunicação acaba por ser de tal 
modo elevado, que os objectivos deixam de ser cumpridos [3]. A informática é uma área 
em que a produtividade de uma equipa não é directamente proporcional ao número de 
elementos que a compõem [4].  
 
Figura 3.3: Relação entre a produtividade de um programador e o número de pessoas com 
que comunica frequentemente [1]. 
A figura acima apresentada mostra o modo como a produtividade de um 
programador varia conforme o número de pessoas com que tem de comunicar 
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regularmente. A comunicação deve ser feita com um número limitado de pessoas, que 
varia, no seu auge, entre três e sete. Estar a trabalhar sozinho também não é o mais 
aconselhável, porque o programador necessita de discutir ideias e de tirar dúvidas, se for 
caso disso, e, para tal, precisa de ter alguém com quem falar. O isolamento de um 
programador é um forte contributo para a sua desmotivação. Todavia, o facto de um 
programador ter de comunicar periodicamente com mais que sete pessoas constitui uma 
tarefa complicada. Os seus objectivos começam a não ser cumpridos por vários motivos: 
• Perde imenso tempo a comunicar; 
• O ruído que se gera devido a conversas cruzadas é motivo de desconcentração; 
• Cada vez que é interrompido no seu trabalho, tem de voltar a despender alguns 
momentos até reencontrar o estado de concentração necessário; 
• Com o incumprimento dos seus objectivos fica desmotivado e em estado de 
ansiedade; 
• Sente necessidade de trabalhar horas extra para compensar o tempo perdido; 
• O acumular dos factores anteriores acaba por originar um elevado nível de 
cansaço, o que acaba por gerar, inevitavelmente, uma quebra na produtividade. 
3.3 Estado do Projecto Aquando do Início da Minha Colaboração 
Quando iniciei a minha colaboração no projecto BWS, este estava numa fase 
terminal da análise de requisitos. Os documentos de análise já tinham sido todos 
produzidos e estavam à espera de aprovação do cliente. Estes documentos contemplam em 
pormenor todos os módulos do projecto. O modelo de dados já estava todo definido e já 
tinha sido criada a BD. Era então altura de começar a fase de desenvolvimento. 
3.4  Etapa 1: Integração no Projecto 
Ao chegar, comecei por ler os Documentos de Análise. Fui logo de início informada 
de que a minha actividade iria incidir sobre os módulos de Contratos, Folhas de Horas, 
Vencimentos e Facturação e, por isso, dediquei especial atenção aos documentos que lhes 
diziam respeito.  
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Após uma leitura aprofundada dos documentos e já com um conhecimento do 
funcionamento global do projecto a desenvolver, chegou a altura de começar a programar.  
O projecto seria desenvolvido em ASP.NET e uma vez que não possuía um bom 
conhecimento desta componente passei quatro dias a tentar inteirar-me do seu 
funcionamento. Comecei então por tentar compreender o manuseamento do Microsoft 
Visual Studio 2005. Posteriormente, segui alguns tutoriais disponíveis na Internet [17] e 
assimilei o modo de funcionamento desta ferramenta. Quando já estava preparada para 
desenvolver a minha primeira página web, foi necessário ver a estruturação que já existia 
para as páginas deste projecto.  
Em qualquer projecto em que se deseje obter uma aplicação com qualidade, 
coerente, funcional e apelativa, é fundamental definir um conjunto de normas que deverão 
depois ser seguidas por todos os elementos da equipa. Em projectos com grandes equipas, 
como é o caso, tudo tem de estar muito bem definido porque nem sempre é possível uma 
interacção constante entre os elementos que permita rapidamente detectar uma eventual 
incoerência. 
3.5 Etapa 2: Desenvolvimento em ASP.NET 
A primeira coisa que fiz antes de começar a desenvolver as minhas páginas foi 
analisar todas as normas que estavam definidas para este projecto. Já estavam definidas 
normas de codificação muito específicas, assim como normas de desenho das interfaces.  
Todos os ecrãs têm obviamente de utilizar a mesma Master Page, mas apenas isso 
não é suficiente. Se as páginas tivessem a mesma Master Page mas conteúdos estruturados 
de modos diferentes, o resultado final obtido seria um desastre. Para que o resultado final 
desenvolvido fosse coerente, foram criados alguns ecrãs de exemplo para nos auxiliarem na 
formatação dos nossos ecrãs. Além disso e da Master Page, foi criado um ficheiro 
StyleSheet em que estava definida a aparência de todos os controlos a utilizar na aplicação. 
 À medida que ia desenvolvendo os ecrãs, o trabalho que tinha de ser feito não 
consistia apenas na criação do layout da página. Para além da apresentação da página, era 
necessário contemplar toda a parte de acesso à BD. Antes de começar a escrever as queries, 
tornou-se imperativo compreender como estava estruturada a BD. A BD deste projecto é 
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constituída por cerca de duzentas tabelas, o que a torna obviamente difícil de compreender 
e assimilar. Cada ecrã desenvolvido continha informação referente apenas a uma pequena 
fracção da BD, o que permitiu concentrar a minha atenção somente numa parte específica 
de cada vez. 
  A princípio, comecei por criar as queries e os comandos SQL nos meus ficheiros 
.cs, que também continham todo o código correspondente às respectivas páginas .aspx. 
Após alguns dias de desenvolvimento, fui informada pelo meu responsável de que o acesso 
à BD devia ser feito em ficheiros específicos, que existiriam apenas para este efeito. Criou-
se então no projecto uma package que englobava várias outras packages, regra geral, uma 
para cada módulo. Dentro destas packages foram criados ficheiros que conteriam todos os 
métodos que iriam interagir com cada um dos objectos.  
 No Anexo B encontra-se um exemplo de um ecrã que desenvolvi para a aplicação. 
Neste ecrã, o utilizador deve inserir os dados gerais de um novo contrato. Para criar este 
ecrã foram utilizados controlos básicos do Visual Studio 2005, como por exemplo: Label, 
TextBox, DropDownList, Button, RadioButton e CheckBox. Além destes controlos, são 
utilizados os Telerik r.a.d.controls que são uma colecção de componentes ASP.NET 
indispensáveis para um rápido desenvolvimento e para uma boa gestão dos conteúdos das 
páginas. Estes controlos combinam características avançadas com uma fácil utilização e 
integração, que podem acelerar significativamente o desenvolvimento de qualquer projecto. 
Os r.a.d.controls presentes no ecrã são o calendário e as tabs. Este calendário possui um 
vasto conjunto de funcionalidades, de entre as quais se destacam:  
• Fácil definição do formato da matriz de dias; 
• Apresentação de vários meses em simultâneo; 
• Selecção de uma ou mais datas de cada vez; 
• Alteração da orientação dos dias, ou seja, possibilidade de definir alinhamento 
horizontal ou vertical; 
• Navegação entre os meses que pode ser efectuada de três modos diferentes: 
o Clicando nos botões “<” e “>”, que retrocedem ou avançam um mês, 
respectivamente; 
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o Clicando nos botões “<<” e “>>”, que retrocedem ou avançam n meses, 
respectivamente; 
o Clicando no cabeçalho do calendário, que abre um popup que permite 
seleccionar directamente o mês e o ano pretendidos; 
• Selecção dos dias através do teclado. 
As tabs permitem uma navegação clara entre os conteúdos da página e são de 
utilização muito prática e acessível. As principais características do controlo RadTabStrip 
são: 
• Fácil criação das tabs em modo design, utilizando o novo construtor visual. Este 
permite definir a estrutura das tabs, aplicar skins, e definir propriedades 
individuais; 
• Organização hierárquica das tabs; 
• Navegação entre tabs através do teclado; 
• Rápida definição da estrutura das tabs utilizando XML; 
• Suporte multi-língua; 
• Fácil alteração da aparência das tabs, recorrendo apenas à propriedade Skin [23]. 
O código de suporte da página (code behind) permite que os valores introduzidos 
pelo utilizador sejam facilmente lidos e inseridos na BD, nas tabelas respectivas.  
3.6  Etapa 3: Desenho Técnico 
Após algumas semanas de desenvolvimento, chegou-se a uma altura em que se 
constatou que o projecto não estava a caminhar na melhor direcção. Havia uma série de 
processos que deviam ter sido realizados no início do projecto e que tinham sido 
ultrapassados porque o tempo era escasso. Contudo, a decisão de não realizar estas fases 
importantes revelou-se um erro. Foi nesta altura que se optou por voltar atrás e efectuar 
algumas tarefas que não tinham sido feitas e que estavam agora a fazer muita falta. 
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Recebemos então instruções no sentido de parar a fase de desenvolvimento e de voltar à 
fase de modelação. 
3.6.1  Diagramas de Actividades 
No início da nova fase de modelação foi-nos pedido que desenhássemos os 
diagramas de actividades de todos os módulos. Estes diagramas foram desenvolvidos na 
aplicação Enterprise Architect que permite o controlo de versões, o que possibilitou que 
toda a equipa trabalhasse simultaneamente nesta actividade. Após a distribuição das tarefas, 
eu fiquei encarregue de elaborar os diagramas de actividade para o módulo de contratos. 
Um diagrama de actividades decompõe uma actividade em outras actividades de 
mais baixo nível, podendo chegar a acções atómicas, com fluxo de controlo sequencial ou 
concorrente entre sub-actividades [10].  
Para desenvolver os diagramas de actividades baseei-me nos cadernos de análise 
que tinham sido produzidos. Fui seguindo todo o documento referente ao módulo de 
Contratos e fui fazendo os diagramas que correspondiam aos ecrãs apresentados nos 
cadernos. Sempre que me surgia alguma dúvida, colocava-a ao meu responsável e era 
rapidamente esclarecida. 
Na Figura 3.4, apresenta-se um exemplo de um dos diagramas que criei. 
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Figura 3.4: Diagrama de actividades referente a “Inserção de dados gerais do serviço”. 
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Neste diagrama, o processo começa com a verificação do modo de entrada na 
página. Se o acesso à página for feito em modo de edição, os campos já aparecem 
preenchidos, caso contrário, aparecerão todos vazios. De seguida o utilizador tem várias 
acções disponíveis, podendo inserir/alterar os dados, pesquisar uma morada, editar os 
colaboradores associados ao contrato e seleccionar o tipo de facturação. Se o utilizador 
seleccionar facturação unitária, pode ainda adicionar ou remover unidades. Por fim, se o 
modo de acesso for criação, a informação é inserida na BD, se não, a informação é apenas 
alterada. 
A aplicação Enterprise Architect permite-nos criar diagramas que serão 
posteriormente referenciados por outros. Por exemplo, o diagrama “ReadOneAddress” 
representa uma funcionalidade que será utilizada imensas vezes em vários módulos. Por 
este motivo, esta funcionalidade foi definida num diagrama à parte que é depois 
referenciado por todos os diagramas que necessitam desta funcionalidade, como é o caso do 
diagrama acima apresentado. 
Quando a etapa de desenho dos diagramas de actividades estava completa, pediram-
nos que elaborássemos os diagramas de estados.  
3.6.2 Diagramas de Estados 
Os diagramas de estados ilustram o comportamento interno de um determinado 
objecto, sub-sistema ou sistema global. Estes diagramas permitem representar os estados 
dos objectos; as correspondentes transições entre estados; os eventos que fazem 
desencadear as transições, e as operações (acções e actividades) executadas dentro de um 
estado ou durante uma transição. Os objectos evoluem ao longo do tempo através de um 
conjunto de estados como resposta a eventos e à passagem do tempo [10]. 
O número de objectos identificados nos diagramas de actividades, que passam por 
uma sequência de estados diferentes, não é muito elevado, logo não foi necessário elaborar 
muitos diagramas de estados. Um exemplo destes diagramas encontra-se abaixo. 
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Figura 3.5: Diagrama de estados do objecto Contrato. 
 Neste diagrama está representado o ciclo de estados do contrato. Este pode passar 
por quatro estados distintos, nomeadamente, Assinado, Modificado, Renovado e 
Rescindido. O contrato é criado e assinado, e depois pode passar para qualquer um dos 
outros estados. No caso da renovação, por exemplo, o contrato, quando é assinado, tem um 
período de duração e a indicação da possibilidade ou não de renovação. Se for renovável, 
quando expirar, passa para o estado de renovado. O contrato pode ser modificado depois de 
assinado e de renovado, mas uma vez rescindido, já não é possível voltar atrás. 
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3.6.3 Diagrama de Classes 
  O diagrama de classes é uma notação gráfica formal para modelação do sistema, 
através da representação das classes, dos seus atributos e relações. 
Os diagramas de classes mostram as diferentes classes que compõem um sistema e 
como elas se relacionam umas com as outras. 
Uma classe define os atributos e os métodos para um conjunto de objectos. Todos os 
objectos desta classe partilham o mesmo comportamento e têm o mesmo conjunto de 
atributos. Um atributo é um substantivo que representa uma propriedade da classe. 
Uma classe pode relacionar-se com outra de diferentes maneiras, sendo uma das 
quais a herança. Esta constitui um dos conceitos fundamentais da programação orientada 
por objectos, na qual uma classe “ganha” todos os atributos e operações da classe que 
herda, desde que não sejam private, podendo sobrepor ou modificar algumas delas, assim 
como adicionar mais atributos ou operações próprias. 
As associações são o mecanismo que permite aos objectos comunicarem uns com os 
outros e descreve a ligação entre as diferentes classes. As associações podem ter um papel 
que indica o objectivo da associação e podem ser unidireccionais ou bidireccionais. Cada 
extremo da associação também tem um valor de multiplicidade, que define quantos 
objectos desse lado da associação poder-se-ão relacionar com um objecto do outro lado. [7] 
 No Anexo D encontra-se uma parcela do modelo de classes do projecto BWS. A 
parte apresentada refere-se ao módulo de Contratos e foi maioritariamente modelada por 
mim.  
 O diagrama de classes de contratos inclui tudo o que acima foi referido.  
Há relações de herança ao nível dos contratos, pois existe uma superclasse Contract, 
da qual herdam duas outras classes, nomeadamente, ClientContract e EmployeeContract. A 
classe ClientContract é também a superclasse de dois outros contratos, designadamente, 
GeneralContract e ContractPServiceTT. A classe Contract contém uma série de atributos 
que são comuns a todos os contratos, quer sejam contratos com o cliente ou contratos com 
o colaborador. A classe EmployeeContract contém todos os atributos que são específicos 
dos contratos com os colaboradores. A classe GeneralContract herda de ClientContract e, 
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consequentemente, de Contract, e representa os contratos com o cliente que não dão origem 
a contratos com os colaboradores. A classe ContractPServiceTT tem a mesma herança que 
a anterior, e representa os contratos de Prestação de Serviços e de Trabalho Temporário, 
que irão dar origem a contratos com os colaboradores. 
As classes estão ligadas entre si através de associações com diferentes 
multiplicidades. Algumas associações são acompanhadas por um nome, pois trata-se de 
uma relação que pode ter uma interpretação ambígua, e assim não restam dúvidas sobre o 
objectivo das associações. As associações que não se fazem acompanhar de um nome são 
facilmente interpretadas.  
 As classes do diagrama não possuem a listagem dos seus métodos, pois aquando da 
modelação, estes ainda não tinham sido definidos. 
 Em relação aos atributos existe uma particularidade. A maioria deles está definida 
de modo comum, com um nome e um tipo. Contudo, existe um tipo especial de atributo, 
denominado “atributo enumerado”, que está presente em duas classes, nomeadamente, 
State e DocumentTypeList. O atributo enumerado requer que cada um dos valores possíveis 
que este pode assumir esteja explicitamente enumerado numa lista. O atributo pode adoptar 
apenas um dos valores especificados na sua declaração. No caso da classe State, o atributo 
code é do tipo enumerado e pode assumir apenas um de três valores: Opened, Closed e 
Canceled. Esta enumeração está feita no ficheiro State.cs, onde é feita a definição da classe 
State. Abaixo está um excerto deste ficheiro, no qual se pode ver a definição do enumerado.  
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namespace BWS.BusinessObject.Contracts  
{     
    public enum STATE 
    {       
        OPENED, 
        CLOSED, 
        CANCELED 
    } 
 
    public class State 
    { 
        private string description; 
        public string Description 
        { 
            get { return description; } 
            set { description = value; } 
        } 
 
        private string designation; 
        public string Designation 
        { 
            get { return designation; } 
            set { designation = value; } 
        } 
 
        private long id; 
        public long Id 
        { 
            get { return id; } 
            set { id = value; } 
        } 
 
        private int code; 
        public int Code 
        { 
            get { return code; } 
            set { code = value; } 
        } 
 
   public State() 
  { 
   } 
    }  
}             
 
Figura 3.6: Excerto do código do ficheiro State.cs. 
 O enumerado STATE terá uma correspondência directa com um inteiro que será 
inserido na coluna code da tabela State na BD. Assim, aos estados Opened, Closed e 
Canceled, corresponderão os inteiros 0, 1 e 2, respectivamente.  
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 A criação de um atributo enumerado permite limitar todos os valores que este pode 
ter, mas, além disso, existem outras vantagens. Por exemplo, no código, por vezes é 
necessário verificar o estado do contrato, pois se este estiver num determinado estado será 
tomada uma acção específica e, se estiver noutro, a acção será diferente. Se não existisse o 
enumerado a comparação podia ser feita através do stateId ou da designação, mas estas 
duas opções podem trazer problemas. Se a verificação fosse feita com o stateId, e se por 
algum motivo a BD tivesse que ser gerada novamente, o stateId, uma vez que é gerado 
automaticamente, seria diferente do anterior e as comparações passariam a dar falso. Se a 
comparação fosse feita através da designação, teríamos um problema, caso esta fosse 
alterada, por exemplo, para inglês. Assim, a melhor abordagem é, sem dúvida, utilizar 
enumerados quando é necessário fazer validações a nível do código.   
if(contrato.State.Code == (int)STATE.OPENED) 
{ 
 Contrato.Version = 1; 
}                 
Figura 3.7: Exemplo correcto para validação do estado do contrato. 
if(contrato.State.Designation == "Aberto") 
{ 
 Contrato.Version = 1; 
}                 
Figura 3.8: Exemplo incorrecto para validação do estado do contrato. 
3.7 Etapa 4: Criação das Interfaces 
A criação das interfaces é um processo muito importante pois é necessário seguir 
um conjunto de regras que permitirão a criação de uma interface de qualidade, que respeite 
as normas de usabilidade.  
Antes de começar a criar as interfaces para a aplicação, tive de ler o manual de 
usabilidade que foi criado para servir de guia à concepção das páginas. A criação deste 
manual teve como objectivo respeitar a qualidade e permitir a elaboração de uma interface 
de elevada usabilidade. Para tal, a interface deve respeitar as normas de usabilidade, das 
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quais se destacam as Oito Regras de Ouro, de Ben Shneiderman, apresentadas na secção 
seguinte. 
3.7.1 Princípios de Usabilidade  
De acordo com a ISO 9241-11, “usabilidade” é a forma como um produto pode ser 
utilizado por utilizadores específicos para atingir objectivos específicos, com eficácia, 
eficiência e satisfação num contexto de utilização concreto [15]. 
De modo a melhorar a usabilidade de uma aplicação é importante ter uma interface 
muito bem desenhada. Ben Shneiderman criou as Oito Regras de Ouro para a concepção de 
uma interface que, ao serem seguidas, favorecem a criação de uma interface de qualidade. 
Estas oito regras são apresentadas a seguir. 
Consistência  A consistência das interfaces relaciona-se com a repetição de 
certos padrões, como por exemplo, o layout de cores, a terminologia, os formatos, as 
mensagens de ajuda e os menus, que devem ser os mesmos ao longo de todas as páginas da 
interface. Deve utilizar-se procedimentos semelhantes para realizar acções parecidas. 
Certas sequências de acções devem poder ser repetidas em situações idênticas, de modo a 
facilitar a aprendizagem de utilização [14, 22].  
Esta regra é seguida ao máximo na interface deste projecto. O layout é consistente 
ao longo de todas as páginas, através da utilização das já referidas Master Pages, e 
seguindo os padrões de formatação definidos no ficheiro StyleSheet.cs. Além disso, acções 
iguais originam resultados iguais, por exemplo, se o utilizador está num ecrã de edição de 
um documento, quer seja um contrato, uma proposta, ou outro qualquer, e clica em 
“Cancelar”, volta sempre para o ecrã de detalhes deste mesmo documento, em modo de 
leitura. Este tipo de acções tem sempre o mesmo género de resultados. 
Feedback  As acções realizadas pelos utilizadores necessitam de apresentar 
algum retorno. Para cada acção realizada pelo utilizador, deve existir feedback adequado 
vindo do sistema. Acções demoradas e raras exigem um feedback mais explícito que as 
acções frequentes [14, 22].  
Por exemplo, o círculo laranja no canto superior esquerdo da interface BWS 
desempenha um papel semelhante ao da ampulheta no Windows. Quando alguma 
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informação está a ser processada, este círculo começa a girar, e pára quando a operação 
estiver finalizada.  
Diálogos com início, meio e fim  Sequências de acções devem ser organizadas 
em grupos com um início, meio e fim. O feedback informativo no final de um grupo de 
acções dá ao utilizador uma sensação de alívio, além da indicação de que o caminho para o 
grupo subsequente de acções está correcto [14, 22].  
Nesta aplicação, são apresentadas mensagens de sucesso ou insucesso quando uma 
acção está concluída, como é o caso do que acontece quando um contrato é inserido e é 
apresentada uma mensagem do género “O Contrato de Prestação de Serviços número 
1276594 foi criado com sucesso”.  
Prevenção de erros  O sistema deve ser concebido de modo a que o utilizador 
não possa cometer um erro grave. Se ocorrer um erro, o sistema deve ser capaz de detectá-
lo e oferecer mecanismos de resolução simples e compreensíveis [14, 22].  
 Para aceder às páginas da aplicação, o utilizador poderia querer chegar ao url e 
alterar directamente, porque saberia exactamente para onde queria ir. Contudo, este acesso 
é restrito, ou seja, apenas as páginas que são seleccionáveis através do menu de navegação 
é que podem ser acedidas directamente através da inserção do url. As outras páginas, na 
maioria das vezes, precisam de contexto das páginas anteriores e, se fossem acedidas 
directamente, permitiriam que o utilizador tentasse inserir dados, provavelmente 
inconsistentes, na BD, o que iria originar um erro de inserção. Assim, restringido o acesso, 
prevenimos o aparecimento de erros deste tipo. 
Reversão de acções indesejadas  Deve ser possível repor com facilidade o 
estado anterior a uma interacção. O sistema deve encorajar sempre a exploração de áreas 
desconhecidas, mas as acções devem ser reversíveis, evitando a ansiedade do utilizador [14, 
22].  
Esta regra está expressa, por exemplo, no botão de “Cancelar” e no histórico de 
navegação. O utilizador pode facilmente cancelar as suas acções quando desejar, clicando 
no referido botão ou voltando atrás através do histórico de navegação. 
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Controlo do Utilizador  Dar a iniciativa ao utilizador, não deixando a interface 
indicar o que deve ser feito, sem opções de respostas alternativa. Deve ser o utilizador a 
conduzir o processo de interacção e não o contrário. Os utilizadores precisam ter a sensação 
de que controlam o sistema e de que o sistema responde às suas acções [14, 22]. 
 No caso da aplicação BWS, estão implementados processos de negócio bastante 
específicos, que não permitem dar esta liberdade ao utilizador. Este começa um processo 
através de uma opção do menu e depois segue por uma sequência de passos bem definida. 
Existe liberdade de acções na medida em que o utilizador escolhe o que quer fazer, por 
exemplo, pode criar um contrato ou pesquisar uma proposta, mas se escolher criar um 
contrato tem de seguir os passos na ordem predefinida, podendo apenas cancelar. 
Redução das necessidades de memória de curta duração  Utilizar a regra dos 
“sete mais ou menos dois” e dos “30 segundos a 2 minutos”. As janelas devem ser mantidas 
simples, bem organizadas e a informação que não caiba na janela visível deve ser resumida 
ou consolidada e acessível por exemplo a partir de botões ou hiper-ligações (índices ou 
listas de conteúdos) [14, 22].   
Os ecrãs desta interface estão bem estruturados e têm a informação organizada de 
modo simples e perceptível. A informação relacionada entre si está agrupada em fieldsets e, 
no caso de ser possível aceder a pormenores da informação apresentada na altura, basta 
clicar no botão de detalhes.  
Atalhos de interacção rápida para utilizadores experientes  Com a utilização 
frequente dos sites e sistemas interactivos, os utilizadores vão ficando mais experientes e 
querem diminuir o número de cliques de modo a aumentarem a sua velocidade. As 
interfaces devem, neste caso, fornecer atalhos e comandos para diminuir o tempo de 
resposta para os mais experientes [14, 22]. 
Neste caso, os únicos aceleradores que existem são os mais básicos, nomeadamente, 
a tecla Tab para passar para o campo seguinte e o Enter para submeter os formulários. É 
possível que numa próxima fase de melhoramentos da aplicação se venha a implementar 
mais teclas de atalho. 
O Anexo C contém um dos ecrãs que criei para a aplicação nesta etapa. 
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3.7.2 Adaptabilidade  
Um aspecto muito importante na concepção de uma interface é a sua capacidade de 
adaptação a novas necessidades. Um caso particular é a capacidade da aplicação suportar 
uma fácil e rápida conversão de todas as páginas para outra língua qualquer. Este processo 
é feito recorrendo a ficheiros de resources, que são ficheiros com o nome no formato 
nomeDaPágina.aspx.siglaDaLíngua.resx.  
 
Figura 3.9: Excerto do conteúdo do ficheiro CClientContractRescission.aspx.pt.resx. 
 
Figura 3.10: Excerto do conteúdo do ficheiro CClientContractRescission.aspx.en.resx. 
 As imagens acima representam o conteúdo de dois ficheiros de resources para a 
página CClientContractRecision.aspx. O primeiro contém as resource keys e os valores em 
português e o segundo contém as mesmas resource keys com a respectiva correspondência 
ao inglês. A utilização dos resources é muito simples, bastando que no ficheiro .aspx, em 
vez de se escrever o texto, se coloque uma referência para a resource keys, como 
apresentado no exemplo abaixo. 
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<asp:Label ID="lablRecisionDate" runat="server" CssClass="modText" 
Width="90px" meta:resourcekey="lablRecisionDate"></asp:Label> 
       Com suporte multi-língua 
Figura 3.11: Exemplo da utilização dos ficheiros de resources. 
<asp:Label ID="lablRecisionDate" runat="server" CssClass="modText" 
Width="90px" Text="Data de Rescisão"></asp:Label> 
         Sem suporte multi-língua 
Figura 3.12: Exemplo da não utilização dos ficheiros de resources. 
 Se se desejar que a aplicação passe a suportar mais uma língua, a utilização destes 
ficheiros faz com que apenas seja necessário criar mais um ficheiro de resource para cada 
página.  
3.8     Etapa 5: Middleware 
Nesta etapa foi criado todo o código da Camada da Base de Dados, da Camada da 
Acesso a Dados e da Camada das Regras de Negócio. Esta divisão em camadas favoreceu 
todo o desenvolvimento da aplicação, pois permitiu que o código desenvolvido fosse todo 
muito bem estruturado e objectivo. Deste modo, sempre que era necessário alterar alguma 
coisa sabíamos exactamente a que ficheiro e a que método recorrer.  
O método que devia ser adoptado no desenvolvimento do código era bem explícito. 
Primeiro começava-se por analisar o objecto e ver quais os métodos que seriam necessários. 
Depois criavam-se os stored procedures, que seriam invocados no DAO (Data Acess 
Object). Criava-se o ficheiro ObjectDAO.cs com os métodos de acesso ao objecto, e depois 
fazia-se o ficheiro ObjectDAOTest.cs, que continha métodos de teste que seriam 
interpretados pelo NUnit. Os testes são um processo extremamente importante e 
imprescindível, mas o facto é que cerca de 66% do tempo era passado a fazer os ficheiros 
de teste e os outros 34% é que eram efectivamente utilizados no código final. Após a 
execução positiva dos testes, passa-se à fase seguinte, em que se criam os serviços. Estes 
são ficheiros com nome ObjectService.cs que contêm os métodos que irão chamar métodos 
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da DataLayer. Nos serviços é feita a integração de vários métodos dos DAOs, que precisam 
de ser invocados em conjunto, para completar um processo. Posteriormente fazem-se os 
testes aos serviços, utilizando também o NUnit. Depois, cria-se o ficheiro 
PackageFacade.cs que contém uma listagem com métodos que permitirão aceder a todos 
os métodos, de todos os serviços, daquela package. Por fim, cria-se um ficheiro na package 
WebServiceLayer que contém os webmethods que permitirão aceder aos métodos da facade, 
a partir dos ecrãs. 
3.8.1 Generic Operator 
 Muito do trabalho a desenvolver numa aplicação está relacionado com o acesso a 
dados. Tarefas repetitivas como a escrita e leitura de uma base de dados são alvo de 
inúmeras ferramentas que possibilitam que o utilizador dedique mais tempo ao core da 
aplicação, nomeadamente à resolução dos problemas e implementação dos processos de 
negócio que representam o valor contratado pelo cliente. 
 A equipa deste projecto não teve à sua disposição nenhuma destas ferramentas. 
Nenhuma das ferramentas analisadas preencheu os requisitos necessários para ser adoptada; 
ora porque não implementavam as funcionalidades desejadas, ora por se encontrarem em 
versão beta, factor suficiente para a sua rejeição face à política de fornecedores da Indra. 
 Uma análise às tarefas em que os programadores despendiam mais tempo permitiu 
fundamentar esta assumpção. Cerca de dois terços do tempo de desenvolvimento era gasto 
com a leitura e escrita na base de dados. Cada operação de escrita ou leitura implicava a 
implementação de uma stored procedure e de um método na camada de acesso a dados 
(DataLayer).  
 O Generic Operator é uma ferramenta desenvolvida pela equipa do projecto que 
permitiu, com pouco esforço de desenvolvimento, optimizar o processo de implementação 
destas tarefas repetitivas. 
 Partido do cumprimento das regras de codificação em vigor no projecto, o Generic 
Operator tira partido da correspondência directa entre o nome das classes e o nome das 
tabelas e do nome dos atributos e o nome das colunas. A tarefa que anteriormente era 
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desempenhada mecanicamente pelo programador pôde assim ser automatizada, reduzindo a 
taxa de erros e aumentado a produtividade. 
 Tecnicamente, o Generic Operator tira partido de uma funcionalidade presente em 
linguagens de alto nível como o Java e o C#: a reflexão. Esta funcionalidade permite ter 
acesso, em tempo de execução, às estruturas definidas em tempo de compilação. Esta 
informação designa-se por meta informação (metadata). Através do mecanismo de reflexão 
do C# é possível detectar quais os atributos (slots da classe acessíveis através de uma 
propriedade pública) que se pretendem persistir na BD. 
 O Generic Operator apenas possui um método para cada uma das operações, 
independentemente das classes dos objectos em causa. O mecanismo que permite esta 
forma compacta dá-se pelo nome de Generics, e é uma funcionalidade nova na framework 
.NET 2.0. Um Generic, conceptualmente, é um ponto de extensão de uma estrutura 
programática – uma classe, um método, um argumento, entre outros – que permite, à 
semelhança dos templates de C++, dar a liberdade de, em tempo de compilação, usar essa 
estrutura instanciada de diferentes maneiras. Por exemplo, é possível indicar ao compilador 
que um método tem um tipo de retorno indefinido, desde que aquando da sua invocação o 
programador o indique.  
 Desta forma, para cada invocação de uma operação disponibilizada pelo Generic 
Operator, o programador tem a responsabilidade de indicar a classe que irá ser trabalhada. 
Esta informação é crucial para a reflexão feita posteriormente, para a determinação da 
tabela e colunas a ler ou escrever por esta ferramenta. 
3.8.1.1. Métodos Disponibilizados 
 O Generic Operator disponibiliza, para além das quatro operações básicas de 
escrita, leitura, eliminação e edição, uma operação para pesquisa. Todas estas operações são 
implementadas através da geração dinâmica de prepared statements, garantindo a eficiência 
dos acessos à base de dados, ao mesmo tempo que se garante a protecção contra sql 
injection.  
 As quatro operações básicas partem do statement correspondente (insert, read, 
delete e update). Após a geração do início do comando, é efectuada uma iteração por todas 
  41 
as propriedades públicas do objecto em questão. Para cada um dos valores, é verificado o 
seu tipo de dados e respectiva tradução para a sua representação na base de dados.   
 O argumento da operação de pesquisa é um protótipo do objecto que se pretende ler 
da base de dados. Para cada propriedade pública deste objecto, é feita uma análise do seu 
valor. Se este valor for manipulável (not null) é passado para o statement de pesquisa 
(select); caso contrário a coluna é considerada como uma variável livre, sendo retornados 
todos os objectos que preencherem os restantes requisitos, independentemente do valor 
desta propriedade.  
 Os métodos abaixo apresentados são os facultados pelo Generic Operator. 
 long Persist<T>(T instance); 
 T FindById<T>(long id); 
 List<T> ReadAll<T>(); 
 void Delete<T>(long id); 
 void Update<T>(T instance); 
 List<T> FindByExample<T>(T instance);  
Figura 3.13: Métodos facultados pelo Generic Operator. 
 De seguida encontra-se o código do método Persist. 
namespace BWS.DataAccessObject 
{ 
 public class GenericOperator 
 {  
  public long Persist<T>(T instance) 
  { 
   Type t = typeof(T); 
   string className = t.Name; 
 
   using (DbConnection connection = this.Database.CreateConnection()) 
   { 
    try 
    { 
     connection.Open(); 
     Dictionary<KeyValuePair<string, MappingType>, Type> columns =  
        this.FindColumns(t); 
      
     string insertQuery = this.BuildInsertQuery(columns, className); 
     DbCommand command = database.GetSqlStringCommand(insertQuery); 
     ProcessInputParameters(instance, t, columns, command); 
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     database.AddOutParameter(command, "@outGeneratedId", DbType.Int64, 
        sizeof(long)); 
      
     database.ExecuteNonQuery(command); 
      
     return Convert.ToInt64(database.GetParameterValue(command,   
        "@outGeneratedId")); 
    } 
    catch (Exception e) 
    { 
     throw e; 
    } 
    finally 
    { 
     connection.Close(); 
    } 
   } 
  } 
 } 
} 
Figura 3.14: Excerto da classe GenericOperator.cs – Método Persist. 
3.8.1.2. Exemplo de Invocação 
 O Generic Operator possibilita que a criação dos métodos dos DAOs passe a ser um 
processo muito mais rápido. Em vez de criar as stored procedures para todas as operações e 
fazer o código para adição e leitura dos parâmetros, apenas passou a ser necessário invocar 
o respectivo método do Generic Operator. 
 Os dois excertos da classe StateDAO.cs abaixo apresentados mostram a diferença 
entre um método com e sem Generic Operator. 
public long Persist(State instance) 
{ 
 instrumentationProvider.FireOperationStartedEvent(); 
 long startTime = DateTime.Now.Ticks; 
 
 IValidator<State> validator = new Validator<State>(); 
 validator.IsValid(instance); 
 
 Database database = DatabaseFactory.CreateDatabase(); 
 using (DbConnection connection = database.CreateConnection()) 
 { 
  try 
  { 
   connection.Open(); 
 
   GenericOperator reader = new GenericOperator(this.database); 
   return reader.Persist<State>(instance); 
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  } 
  finally 
  {                                      
   instrumentationProvider.FireOperationEndedEvent(DateTime.Now.Ticks - 
          startTime);  
   connection.Close(); 
  } 
 } 
} 
Figura 3.15: Método Persist da classe StateDAO.cs, com utilização de Gerenic Operator. 
public long Persist(State instance) 
{ 
 instrumentationProvider.FireOperationStartedEvent(); 
 long startTime = DateTime.Now.Ticks; 
 
 IValidator<State> validator = new Validator<State>(); 
 validator.IsValid(instance); 
 
 Database database =  DatabaseFactory.CreateDatabase(); 
 using (DbConnection connection = database.CreateConnection()) 
 {   
  try 
  { 
   connection.Open(); 
 
   string sqlCommand = "[" + dbName + "]" +      
      ".[dbo].[INSERT_CONTRACT_STATE_SP]"; 
   DbCommand dbCommand = database.GetStoredProcCommand(sqlCommand); 
   dbCommand.Connection = connection; 
 
   addInParameter(dbCommand, "@inDescription", DbType.String,   
        instance.Description); 
   addInParameter(dbCommand, "@inDesignation", DbType.String,   
        instance.Designation); 
   database.AddOutParameter(dbCommand, "@outId", DbType.Int64,   
        sizeof(long)); 
     
   database.ExecuteNonQuery(dbCommand); 
    
   return Convert.ToInt64(database.GetParameterValue(dbCommand,   
        "@outId")); 
  } 
  finally 
  { 
   instrumentationProvider.FireOperationEndedEvent(DateTime.Now.Ticks - 
        startTime); 
    
   connection.Close(); 
  } 
 } 
} 
Figura 3.16: Método Persist da classe StateDAO.cs, sem utilização de Gerenic Operator. 
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3.8.2 Testes de Software 
Numa situação ideal, os programadores poderiam garantir que todos os programas 
funcionariam correctamente. Mas na realidade isto não acontece e, para resolver esta 
questão, surgem os testes que auxiliam um programador a detectar erros e a corrigi-los. 
Assim sendo, quando estamos a desenvolver o código, não podemos apenas ter em conta a 
sua produção, mas também os respectivos testes. Só depois desta fase, é que o produto 
reúne as condições para ser entregue ao cliente.  
O teste do software é uma das fases do processo de engenharia de software que visa 
atingir um nível de qualidade de produto superior. O objectivo, por paradoxal que pareça, é 
mesmo o de encontrar defeitos, para que estes possam ser corrigidos pela equipa de 
programadores, antes da entrega final. Por vezes, as pessoas pensam que o teste de software 
serve para demonstrar que o programa funciona como esperado, mas, na realidade, é 
utilizado para encontrar defeitos. Testar um software significa verificar, através de uma 
execução controlada, que os resultados obtidos correspondem ao esperado. Devem ser 
testados tanto os casos de erro como os de sucesso. 
Os testes de software dividem-se em quatro categorias: Testes de Unidade, Testes 
de Integração, Testes de Sistema e Testes de Aceitação. 
O Teste Unitário é uma actividade que visa testar pequenas partes ou unidades do 
sistema. Os alvos destes testes são os métodos dos objectos ou mesmo pequenos excertos 
do código. Assim sendo, o objectivo é encontrar erros dentro de uma pequena parte do 
sistema, funcionando independentemente do todo.  
 O Teste de Integração tem como objectivo verificar que os módulos individuais 
continuam a funcionar após a sua integração por funcionalidades e fluxos. Este teste 
permite garantir que diferentes módulos, já testados individualmente por testes de unidade, 
conseguem comunicar e interagir entre si de forma correcta.  
 O Teste de Sistema serve para percorrer o sistema tentando encontrar falhas, através 
da sua utilização, como se de um utilizador final se tratasse. Deste modo, o software é 
incorporado nos outros elementos do sistema e os testes são executados nos mesmos 
ambientes, com as mesmas condições e com os mesmos dados de entrada que um utilizador 
final utilizaria no seu dia-a-dia de manipulação do sistema. 
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 O Teste de Aceitação é realizado por um grupo restrito de utilizadores finais do 
sistema. Estes utilizadores simulam operações de rotina do sistema de modo a verificar se o 
seu comportamento corresponde ao esperado. Este teste serve também para averiguar se o 
sistema satisfaz os requisitos do cliente, permitindo-lhe decidir se aceita ou não o sistema 
desenvolvido [8]. 
3.8.2.1. Testes Unitários 
 Para a realização dos testes unitários recorreu-se à utilização da framework NUnit. 
O NUnit é uma framework de testes unitários para programadores de .NET. O NUnit foi 
codificado em C#, mas permite que os testes sejam feitos em qualquer linguagem .Net [2]. 
Estes testes têm de conter uma série de atributos específicos, que serão depois interpretados 
pelo NUnit, nomeadamente, Category, Description, Expected Exception, Explicit, Ignore, 
Platfoem, Property, Setup, SetUpFixture, Suite, Teardown, Test, TestFixture, 
TextFixtureSetUp, TextFixtureTearDown [19]. 
 O código abaixo representa parte de uma classe de teste, denominada 
ContractPServiceTTDAOTest.cs.  
namespace DataLayerTest.BWS.Contracts 
{ 
 [TestFixture] 
 public class ContractPServiceTTDAOTest : BWSTest 
 { 
  public ContractPServiceTTDAOTest(){ } 
 
  public ContractPServiceTT GetContract () 
  { 
   ContractPServiceTT contract = new ContractPServiceTT(); 
   contract.ClientContractId = 36; 
   contract.FinancialData = new ContractFinancialData(); 
   contract.FinancialData.Id = 22;             
   contract.Process = new Process(); 
   contract.Process.Id = 333; 
 
   return contract; 
  } 
 
  [Test] 
  public void PersistContractPServiceTTTTest() 
  { 
   using (TransactionScope scope = new TransactionScope()) 
   { 
    Database database = DatabaseFactory.CreateDatabase(); 
    using (DbConnection connection = database.CreateConnection()) 
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    { 
     connection.Open(); 
     try 
     { 
      IContractPServiceTTDao pServiceTTDao =  
  DaoConfiguration.Builder.BuildUp<IContractPServiceTTDao> 
(DaoConfiguration.Locator, "ContractPServiceTTDao", null); 
 
      ContractPServiceTT contract = GetContract(); 
 
      long myId = pServiceTTDao.Persist(contract); 
 
      ContractPServiceTT contractRead = pServiceTTDao.FindById(myId); 
 
if(contractRead == null) 
 Assert.Fail("The contract was not retrieved"); 
 else 
 { 
       Assert.AreEqual(myId, contractRead.ContractPServicesTTId); 
       Assert.AreEqual(contract.ClientContractId,  
      contractRead.ClientContractId); 
       Assert.AreEqual(contract.Process.Id, contractRead.Process.Id); 
       Assert.AreEqual(contract.FinancialData.Id,  
      contractRead.FinancialData.Id); 
 } 
     } 
     finally 
     { 
      connection.Close(); 
     } 
    } 
   } 
  } 
 } 
} 
Figura 3.17: Excerto da classe ContractPServiceTTDAOTest.cs. 
 Neste excerto, encontra-se um exemplo da aplicação de dois dos atributos acima 
referidos. O atributo [TextFixture] indica que a classe é uma classe a ser usada pelo NUnit, 
para executar testes. Os métodos de teste são identificados pelo atributo [Test], e, assim 
como a classe, precisam de ser declarados como public [16]. 
 O código de teste contém Assertions, que demonstram o correcto funcionamento da 
aplicação, ou seja, possui verificações que, se estiverem correctas, demonstram que o 
código está a funcionar como pretendido. O NUnit fornece um elevado número de 
Assertions como métodos static da classe Assert. Estes Assertions podem ser divididos em 
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seis grupos, sendo eles: Equality Asserts, Identity Asserts, Comparison Asserts, Type 
Asserts, Conditions Tests e Utility Methods [20].  
 O exemplo acima apenas utiliza dois tipos de Assertions: Assert.AreEqual e 
Assert.Fail. O Assert.AreEqual é o mais utilizado ao longo de todos os testes unitários deste 
projecto, porque o que queremos testar é, quase sempre, se o resultado de uma query à BD 
é igual ao esperado. Estes testes são bastante sistemáticos e assentam numa comparação, 
atributo a atributo, entre dois objectos: aquele que foi retornado como resultado da query e 
o esperado. Se forem iguais o teste passa, se não falha. Na linha 
Assert.AreEqual(contract.ClientContractId, contractRead.ClientContractId) estamos a 
comparar o atributo ClientContractId do objecto contract com o mesmo atributo do objecto 
contractRead. O Assert.Fail dá-nos a possibilidade de gerar um erro, baseado em testes que 
não se enquadram nos métodos já definidos. Ou seja, podemos fazer uma verificação com 
um simples if e, se o if falhar, queremos que o teste não seja bem sucedido, utilizando para 
isso o Assert.Fail no corpo do if. O Assert.Fail apresentado no excerto acima é apenas a 
título exemplificativo, pois o Assert mais correcto para utilizar nesta situação seria 
Assert.IsNull(contractRead). Se o Assert falhar, é apresentada a respectiva mensagem de 
erro no NUnit [20]. 
 A classe ContractPServiceTTDAOTest herda da classe BWSTest. Nesta são 
utilizados dois atributos fundamentais, o TextFixtureSetUp e o TextFixtureTearDown. Estes 
atributos identificam um conjunto de funções que são executadas uma única vez antes da 
execução dos testes (TextFixtureSetUp) e uma única vez depois de todos os testes estarem 
concluídos (TextFixtureTearDown). Uma classe TextFixture apenas pode ter um método 
TextFixtureSetUp e um método TextFixtureTearDown. Se for definido mais que um 
método a classe irá compilar correctamente mas os testes não será executados [19]. 
 No caso concreto da classe BWSTest, cujo código é apresentado abaixo, o método 
identificado como [TextFixtureSetUp] corre um ficheiro .sql que contém uma série de 
inserções nas tabelas necessárias para a execução dos testes. Deste modo, fica garantido 
que sempre que os testes forem executados, os valores que irão estar na BD serão os 
mesmos. O método identificado como [TextFixtureTearDown] faz o oposto, ou seja, corre 
um ficheiro .sql que apaga todos os registos que foram inseridos no primeiro método. 
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 Assim, quando os testes terminam, a BD encontra-se igual ao que estava antes do 
início dos testes. 
namespace DataLayerTest.BWS.Generic 
{ 
    public class BWSTest 
    { 
        [TestFixtureSetUp] 
        public void Setup() 
        { 
            TestDataManager.LoadTestData(); 
        } 
         
        [TestFixtureTearDown] 
        public void TearDown() 
        { 
            TestDataManager.DeleteTestData(); 
        } 
    } 
} 
Figura 3.18: Excerto da classe BWSTest.cs. 
 A interface do NUnit é bastante simples. Do lado esquerdo estão todos os testes, 
ordenados por packages e por ficheiros, organizados de modo hierárquico. O resultado dos 
testes é apresentado com um código de cores, em que o vermelho significa que o teste 
falhou e o verde significa que foi bem sucedido. A barra de progresso, à direita, fornece um 
resultado geral, ou seja, verde caso todos os testes passarem, vermelho caso contrário. 
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Figura 3.19: Visão geral da ferramenta de NUnit. 
 A imagem acima representa o resultado obtido na ferramenta NUnit após a 
execução dos testes do ficheiro ClientContractDAOTest.cs. Foram testados cinco métodos 
e um deles falhou.  
 
Figura 3.20: Resultado da execução dos testes do ficheiro ClientContractDAOTest.cs. 
 O teste ReadClientContractByFKTest falhou e foi apresentada a seguinte mensagem 
de erro: 
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DataLayerTest.BWS.Contracts.ClientContractDAOTest.ReadClientContractByFKTest: 
 expected: <2> 
  but was: <0> 
Figura 3.21: Mensagem de erro na execução do teste ReadClientContractByFKTest. 
 Esta mensagem resultou da execução da seguinte linha de código, que faz parte do 
teste ReadClientContractByFKTest. 
Assert.AreEqual(2, contractReadList.Count); 
Figura 3.22: Excerto da classe ReadClientContractByFKTest. 
 Esta linha verifica se o número de contratos obtidos na pesquisa, contidos na lista 
contractReadList, é de dois, ou seja, se o método de teste tivesse sido executado com 
sucesso, seriam encontrados dois contratos. Este erro significa que não foi encontrado 
nenhum contrato e é necessário analisar o porquê. Neste caso, o erro verificou-se ao nível 
do stored procedure, e depois de corrigido, o resultado do teste foi então o esperado. 
 
Figura 3.23: Resultado positivo de todos os testes do ficheiro ClientContractDAOTest.cs. 
 Graças ao NUnit, foi possível detectar erros que podiam ter originado 
consequências desagradáveis. Foram também detectados outros erros mais comuns, muitas 
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vezes causados por pequenas distracções por parte do programador. Como é do 
conhecimento de todos, programar sem cometer erros é praticamente impossível. Assim, os 
erros mais comuns, detectados através dos testes feitos com o NUnit, foram: 
• Esquecer de verificar se os valores que vêm da BD são null, e tentar atribui-los a 
uma variável; 
• Esquecer de inicializar as variáveis; 
• Inicializar as variáveis com o tipo errado, devido à utilização de copy paste; 
• Passar null como argumento para a BD. 
 Estes erros resultam de pequenas distracções que acontecem ocasionalmente. O 
excerto de código abaixo contém os dois primeiros erros referidos acima. 
ContractPServiceTT contractRead = new ContractPServiceTT(); 
contractRead.Process.Id = Convert.ToInt64(reader["ProcessId"]); 
 
Figura 3.24: Excerto de código com os erros mais comuns detectados pelo NUnit.  
 Se o reader["ProcessId"] for null, não é possível convertê-lo para um inteiro. 
Assim, primeiro deve verificar-se se é diferente de null, e só se for é que se faz a conversão. 
Outro erro aqui presente consiste na atribuição de um valor ao atributo Id do objecto 
Process, sem antes se ter inicializado o objecto. 
 Abaixo, encontra-se uma versão correcta do código antes apresentado. 
ContractPServiceTT contractRead = new ContractPServiceTT(); 
if (reader["ProcessId"] != DBNull.Value) 
{ 
 contractRead.Process = new Process(); 
 contractRead.Process.Id = Convert.ToInt64(reader["ProcessId"]); 
}                 
Figura 3.25: Excerto de código com os erros da Figura 3.24 corrigidos. 
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3.8.2.2. Testes de Integração, de Sistema e de Aceitação 
Os testes de integração foram feitos utilizando também o NUnit. Enquanto os testes 
unitários foram feitos aos métodos da Camada de Acesso a Dados (Data Layer), os testes 
de integração foram feitos aos métodos da Camada das Regras de Negócio (Service Layer). 
Os métodos dos ficheiros da Service Layer fazem muitas vezes a integração entre vários 
métodos da Data Layer. Assim, depois de se testar unitariamente os métodos da primeira 
camada, são feitos os testes de integração para confirmar se, todos juntos, continuam a 
funcionar. Regra geral, são detectados sempre menos erros na fase de testes de integração 
que na fase anterior. 
Os testes de sistema estão a ser feitos por outros colegas da equipa, que não 
participaram na fase de desenvolvimento do código. Estes seguiram planos de testes bem 
definidos, tentando recriar as acções de um utilizador final do sistema, com o objectivo de 
encontrar o maior número de erros possível. 
Os testes de aceitação já começaram a ser feitos por um grupo restrito de 
funcionários da RecrutaMix, que pertencem ao grupo de utilizadores finais do sistema. 
Os testes de sistema e de aceitação estão a ser executados por módulos. Já foram 
entregues alguns módulos à RecrutaMix e, até agora, foram todos aceites, apenas com 
alguns pedidos de alterações ou correcções. 
3.9     Etapa 6: Ligação de Ecrãs a Serviços do Middleware 
Esta fase consiste em invocar serviços do middleware, a partir dos ficheiros da 
Camada de Apresentação. Os serviços mais habitualmente utilizados são: Persist, Update, 
FindById, FindAll, FindByForeignKey e FindByExample.  
No caso dos Contratos, por exemplo, quando na aplicação é criado um Contrato de 
Trabalho Temporário com o cliente, através da introdução de uma variedade de informação, 
e o utilizador clica no botão “Inserir”, é invocado o serviço 
PersistContractPServiceTT(ContractPServiceTT contract), que recebe como argumento o 
contrato. Este objecto contrato foi criado com toda a informação que foi introduzida, pelo 
utilizador, no ecrã. Esta informação foi lida do ecrã e os vários atributos foram 
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instanciados. Este serviço insere o contrato na BD e é apresentada no ecrã uma mensagem 
de sucesso aquando da inserção do contrato. 
No ecrã SearchClientContract.aspx, é possível pesquisar contratos através de vários 
parâmetros, invocando o serviço FindClientContractByExample(long? stateId, …). Um dos 
argumentos que este serviço pode receber é o stateId. Assim, se no ecrã de pesquisa de 
contratos com o cliente o utilizador optar por pesquisar todos os contratos que estão no 
estado “Aberto”, só tem de seleccionar esta opção na dropdown de estados e carregar em 
pesquisar. Nesta altura, o serviço será invocado, levando como parâmetros o Id do estado 
seleccionado e uma série de nulls. O ponto de interrogação junto ao tipo do parâmetro 
significa que o parâmetro pode ir a null, que é o que acontece aos restantes, no caso de se 
querer pesquisar apenas por estado. Este serviço retorna uma lista de contratos que 
obedecem às condições de pesquisa, e esta é depois mapeada numa grid no ecrã. 
3.10   Sumário do Trabalho Realizado 
O Mapa de Gantt mostrado a seguir representa, de forma simplificada, todo o 
trabalho que realizei neste projecto desde o início da minha colaboração.  
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Figura 3.26: Trabalho realizado até ao momento. 
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4 Identificação, Estimação e Gestão de Riscos 
O risco inerente a qualquer projecto assenta na incerteza que lhe está subjacente, 
podendo esta constituir uma ameaça ou oportunidade ao sucesso do projecto. A gestão de 
risco tem como objectivo adoptar estratégias de resposta que minimizem as ameaças e 
maximizem as oportunidades. 
Distinguimos os riscos conhecidos e os desconhecidos: os primeiros são aqueles que 
já foram identificados e analisados e para os quais é possível planear resposta de forma pró-
activa. Os riscos desconhecidos não são passíveis de gestão pró-activa, e a resposta 
prudente é considerar contingência genérica através de uma reserva para estes riscos, assim 
como para os riscos conhecidos para os quais não é possível planear resposta, sendo, 
portanto, aceites.    
O modo como os indivíduos, e por extensão as organizações, actuam perante o risco 
afecta o rigor da percepção do risco e a forma como respondem. Por este motivo, deverá ser 
identificada a propensão ao risco do indivíduo. As atitudes e tolerância ao risco deverão ser 
explicitadas sempre que possível. Uma abordagem ao risco consistente e transparente é 
fundamental para o sucesso do projecto. 
A gestão de risco compreende os processos de planeamento, identificação, análise 
qualitativa, análise quantitativa, resposta, monitorização e controlo dos riscos. 
Planeamento da gestão de risco é o processo de decidir como abordar e conduzir as 
actividades inerentes à gestão do próprio risco. Esta etapa é crucial para o sucesso do 
desempenho dos processos restantes, dado que a ausência de planeamento conduz ao 
insucesso. O plano de gestão de risco inclui a metodologia, papéis e responsabilidades, 
periodicidade de monitorização, categorização e definições de probabilidade e impacto.  
Enquanto membro de equipa, a minha participação no processo de gestão de risco 
foi exigida com uma periodicidade semanal. No processo iterativo do planeamento dos 
objectivos semanais que me estavam atribuídos, era da minha responsabilidade identificar 
os riscos que pudessem pôr em causa a concretização desses mesmos objectivos. 
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Apesar de não ter participado na elaboração do plano de gestão de riscos do projecto 
BWS, optei por fazê-lo para este relatório, baseando-me no conhecimento que adquiri 
participando neste projecto.  
4.1 Identificação dos Riscos 
A identificação de riscos determina os riscos que poderão afectar o projecto e 
documenta as suas características. 
Os riscos podem ser divididos em três categorias: riscos de projecto, técnicos e de 
mercado. Os riscos de projecto afectam o planeamento do projecto; os riscos técnicos 
atingem a qualidade do produto e os riscos de mercado afectam a aceitação do produto [21].  
De seguida, apresentam-se, divididos em subcategorias, todos os riscos que foram 
identificados. Esta divisão ajuda a identificar as possíveis causas dos riscos e respectivas 
respostas. De entre estes riscos, alguns têm maior probabilidade de ocorrer e causariam 
maior impacto. Esta identificação de riscos é essencial para antecipar erros bastante 
prejudiciais ao nosso trabalho e que, no extremo, possam impedir a exequibilidade do 
projecto. 
4.1.1 Dimensão do Produto (DI) 
• Impossibilidade de reutilizar software de projectos anteriores; 
• Erro na estimativa da dimensão do projecto; 
• Número superior ao esperado de alterações previstas antes e depois da entrega.  
4.1.2 Características dos Clientes (CC) 
• Dificuldades em conhecer as preferências do cliente; 
• Falta de interacção entre cliente e o gestor de projecto; 
• Falta de cooperação por parte do cliente; 
• Falta de conhecimento e confiança do cliente, no que diz respeito ao processo de 
desenvolvimento do software. 
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4.1.3 Definição do Processo (DF) 
• Não utilização das convenções na codificação; 
• Má documentação do código; 
• Impossibilidade de executar os testes de software; 
• Dificuldade em cumprir o que se tinha planeado; 
• Dificuldades em encontrar um mecanismo para controlar as alterações nos 
requisitos do cliente que interferem com o software. 
4.1.4 Ambiente de Desenvolvimento (AD) 
• Falhas de electricidade; 
• Falhas no equipamento; 
• Não realização de backups periódicos, por parte dos elementos da equipa; 
• Conflitos de versões dos ficheiros. 
4.1.5 Tecnologia a Construir (TC) 
• Utilização de algumas tecnologias que eram, até então, desconhecidas para 
alguns dos elementos da equipa; 
• Dificuldade em interligar diferentes softwares; 
• Documentação insuficiente sobre alguma tecnologia a usar. 
4.1.6 Experiência dos Recursos Humanos 
• Saída de elementos da equipa; 
• Falta de interesse por parte de alguns elementos da equipa; 
• Falta de hábito de trabalhar em grupos com esta dimensão, o que pode gerar 
falta de coordenação entre os elementos;  
• Conflitos entre elementos da equipa. 
4.1.7 Negócios da Empresa 
• Dificuldade em cumprir os prazos de entrega. 
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A identificação de riscos é um processo iterativo, dado que novos riscos são 
conhecidos conforme o projecto progride no seu ciclo de vida, sendo sucedido pela análise 
qualitativa.  
4.2 Análise de Risco 
A análise de risco inclui métodos para definir prioridades e identificar riscos que 
necessitam de resposta. A importância dos riscos é avaliada através da probabilidade de 
ocorrência, do impacto correspondente, caso o risco ocorra, assim como de outros factores, 
tais como a janela de tempo e a tolerância ao risco dos constrangimentos do projecto. 
Tipicamente é utilizada uma matriz de probabilidade e impacto para identificar o índice de 
importância do risco, com base nas tabelas de escala de tipo qualitativo conforme abaixo 
exemplificado.  
Índice Probabilidade 
1 Muito Baixa 
2 Baixa 
3 Média 
4 Alta 
5 Muito Alta 
Tabela 4.1: Escala qualitativa da probabilidade do risco. 
 
Índice Impacto no produto Impacto no projecto 
1 Nenhuma redução no desempenho 
Ligeiro atraso facilmente 
recuperável 
2 Pouca redução no desempenho 
Atraso recuperável com pouco 
esforço 
3 Alguma redução no desempenho Atraso recuperável com esforço 
4 Considerável redução no desempenho 
Atraso recuperável mas com 
muito esforço 
5 
Significativa redução ou incumprimento 
de requisitos de desempenho 
Atraso irrecuperável, entrega do 
produto adiada 
Tabela 4.2: Escala que refere o impacto da ocorrência do risco no produto e no projecto 
[21]. 
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Impacto/Probabilidade 1 2 3 4 5 
1      
2      
3      
4      
5      
Tabela 4.3: Matriz de probabilidade e impacto  
4.3 Tabela de Riscos  
A tabela abaixo sintetiza a identificação e a análise dos riscos e está ordenada de 
acordo com a importância do risco, isto é, probabilidade x impacto. 
# Risco Categoria Probabilidade Impacto  
1 
Erro na estimativa da dimensão do 
projecto 
DI Média 4 
 
2 
Dificuldade em cumprir os prazos de 
entrega 
NE Média 4 
 
3 
Número superior ao esperado de 
alterações previstas antes e depois da 
entrega 
DI Média 4 
 
4 
Dificuldade em cumprir o que tinha sido 
planeado 
DF Média 4 
 
5 
Utilização de algumas tecnologias que 
eram, até então, desconhecidas para alguns 
dos elementos da equipa 
TC Alta 3 
 
6 
Não realização de backups periódicos, por 
parte dos elementos da equipa 
AD Alta 3 
 
7 Problemas no sistema de backups AD Média 3  
8 
Falta de interesse por parte de alguns 
elementos da equipa 
EX Média 3 
 
9 
Dificuldades em encontrar um mecanismo 
para controlar as alterações nos requisitos 
do cliente que interferem com o software 
DF Média 3 
 
10 Conflitos de versões dos ficheiros AD Média 3  
11 
Falta de hábito em trabalhar em grupos 
com esta dimensão, o que pode gerar falta 
de coordenação entre os elementos 
EX Alta 2 
 
12 
Impossibilidade de executar os testes de 
software 
DF Média 2 
 
13 Falhas de electricidade AD Média 2  
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14 Falhas no equipamento AD Média 2  
15 Saída de um dos elementos da equipa EX Média 2  
16 Má documentação do código DF Média 2  
17 
Não utilização das convenções na 
codificação 
DF Média 2 
 
18 
Dificuldade em interligar diferentes 
softwares 
TC Baixa 2 
 
19 Conflitos entre elementos da equipa EX Baixa 2  
20 
Dificuldades em conhecer as preferências 
do cliente 
CC Baixa 2 
 
21 Falta de cooperação por parte do cliente CC Baixa 2  
22 
Falta de interacção entre o cliente e o 
gestor de projecto 
CC Baixa 2 
 
23 
Falta de conhecimento e confiança do 
cliente, no que diz respeito ao processo de 
desenvolvimento do software 
CC Média 1 
 
24 
Impossibilidade de reutilizar software de 
projectos anteriores 
DI Alta 1 
 
25 
Documentação insuficiente sobre alguma 
tecnologia a usar 
TC Média 1 
 
Tabela 4.4: Tabela de riscos. 
4.4 Planeamento de Riscos  
Para efectuar o planeamento de riscos utilizou-se uma técnica denominada por 
RMMM (Risk, Mitigation, Monitoring and Management Plan). Ao utilizar-se esta técnica 
faz-se a análise dos riscos dividida em três fases. A primeira designa-se por “Mitigação” e 
consiste numa tentativa de evitar o aparecimento do risco, tomando para tal as acções de 
prevenção adequadas. A segunda fase é a “Monitorização” do risco que começa quando o 
projecto se inicia e mantém-se durante o desenrolar do projecto. Basicamente é feito um 
acompanhamento do risco, analisando os factores que o possam aumentar ou diminuir. Por 
fim, a terceira etapa é a “Gestão” do risco em que se actua sobre os riscos reais, ou seja, é 
quando se avalia e se tenta corrigir os riscos que passaram a fase da monitorização, de 
modo a que os danos causados sejam mínimos. 
De seguida, encontra-se a análise detalhada de alguns dos riscos apresentados 
anteriormente. Os riscos abaixo detalhados foram seleccionados por abordarem tópicos 
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bastante diferentes entre si, podendo assim apresentar o planeamento de gestão de risco 
diversificado. 
• RMMM para o risco 1  “Erro na estimativa da dimensão do projecto” 
o Mitigação: 
 Fazer uma estimativa o mais precisa possível, contando já com algum 
tempo extra para dar “margem de manobra”. 
 Criar um protótipo da aplicação o mais completo possível, de modo a 
estimar, com maior precisão, o esforço requerido, na sua concretização. 
o Monitorização: 
 Reavaliar, periodicamente, a dimensão do projecto e, caso seja 
encontrada alguma divergência, é necessário realizar as acções 
adequadas para a corrigir. 
 Verificar se os elementos da equipa estão a cumprir todos os seus 
objectivos. 
o Gestão 
 Se se constatar que houve um atraso no desenvolvimento do projecto, 
reforçar o número de pessoas que está a trabalhar na tarefa que originou 
o atraso. 
 Se o atraso for muito significativo, é necessário replanear, dando 
especial atenção às tarefas que mais contribuíram para o desvio. Deve-se 
analisar as causas e tentar evitar a sua ocorrência.  
• RMMM para o risco 5 – “Utilização de algumas tecnologias que eram, até então, 
desconhecidas para alguns dos elementos da equipa” 
o Mitigação: 
 Pesquisar o máximo de documentos acerca das novas tecnologias 
utilizadas. 
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 Treinar intensivamente a utilização das novas tecnologias, por exemplo, 
através de tutoriais disponíveis on-line.   
 Dar algum tempo de habituação aos novos elementos que entram para 
equipa, caso isso se verifique.  
o Monitorização: 
 Dialogar frequentemente com os elementos do grupo de modo a 
perceber quais as suas maiores dificuldades e tentar ajudá-los. 
 Analisar o aproveitamento da equipa aquando da utilização da nova 
ferramenta. 
o Gestão: 
 Se algum elemento mostrar mais dificuldades, deve ser ajudado por um 
colega mais experiente. Por vezes é preferível “perder” algum tempo 
com explicações, porque depois acaba por compensar. Se alguém tiver 
muitas dificuldades e não for ajudado, provavelmente acabará por ficar 
desmotivado, pensando até na hipótese de desistir.  
 Se as dificuldades continuarem a ser notórias pode ser uma boa opção 
inscrever o elemento num curso de formação especializado na tecnologia 
em questão. Dar formação à equipa é um investimento que acaba sempre 
por compensar. 
• RMMM para o risco 8 – “Falta de interesse por parte de alguns elementos do grupo” 
o Mitigação: 
 Arranjar meios para motivar todos os elementos do grupo. 
 Planear actividades de divertimento externas ao trabalho, que permitem 
ao elementos da equipa relacionarem-se fora de um ambiente de pressão, 
ficando estes a conhecer-se melhor e estabelecendo laços de amizade, 
passando depois esta harmonia para o local de trabalho. 
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o Monitorização: 
 Um factor fundamental para o sucesso de um projecto é a motivação dos 
elementos da equipa. Se estiverem motivados produzirão a um ritmo 
mais elevado e com melhor qualidade. É necessário prestar atenção ao 
comportamento dos elementos da equipa e, se algo parecer errado, ou se 
parecerem preocupados ou desmotivados, deve-se intervir junto dos 
mesmos tentando encontrar uma solução para o problema.  
o Gestão 
 Caso um elemento fique efectivamente desmotivado, é necessário 
colocar alguém a ajudá-lo na sua tarefa e a certificar-se que o 
planeamento está a ser cumprido, de modo a não gerar atraso no 
desenvolvimento do projecto. 
 Uma abordagem à desmotivação que pode parecer paradoxal é atribuir à 
pessoa em questão, mais responsabilidade e mais trabalho, mostrando 
assim confiança nesta pessoa. O elemento da equipa, ao sentir que 
confiam nele e que o seu trabalho é uma peça importante para o 
desenvolvimento do projecto, pode aumentar a sua produtividade, 
superando por vezes todas as expectativas. Neste caso, o seu trabalho 
deve ser elogiado pelos colegas e superiores, sentindo-se assim 
recompensado pelo esforço. Se for adoptada esta abordagem, continua a 
ser necessário controlar o cumprimento dos objectivos, pois há o risco de 
a pessoa não mostrar o mínimo interesse pelas suas novas tarefas, não 
sendo cumprido o planeamento.    
• RMMM para o risco 10 – “Conflitos de versões dos ficheiros” 
o Mitigação: 
 Não manter o ficheiro check-out muito tempo. 
 Fazer get latest version antes de alterar um ficheiro. 
 Fazer get latest version antes de fazer check-in do ficheiro. 
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 Sempre que possível, fazer check-out exclusivo do ficheiro. 
o Monitorização: 
 Fazer get latest version frequentemente, de modo a verificar se há algum 
conflito, para que este seja resolvido o mais rapidamente possível. 
o Gestão 
 Se for detectado um conflito no ficheiro, a junção deve ser feita à mão, 
de modo extremamente atento, para evitar apagar ou alterar trabalho de 
outro elemento da equipa. 
• RMMM para o risco 11 – “Falta de hábito em trabalhar em grupos com esta 
dimensão, o que pode gerar falta de coordenação entre os elementos” 
o Mitigação: 
 Formar equipas de 3 a 4 pessoas que devem trabalhar em conjunto, tendo 
cada uma destas equipas um responsável que comunica com os 
responsáveis dos outros grupos, e com o gestor de projecto, quando 
necessário. 
 Tentar criar motivação e um espírito de equipa entre os elementos de 
grupo de modo a proporcionar um bom ambiente, favorável à entreajuda.  
o Monitorização: 
 Estar sempre atento ao aparecimento de problemas e, se for caso disso, 
avaliá-los e tentar corrigi-los. 
 Não mostrar preferência por determinados elementos da equipa. Se o 
grupo percebe que os superiores hierárquicos têm preferência por algum 
elemento, este acaba, por vezes, por ser discriminado, podendo isto 
diminuir a sua produtividade. A competição é causadora de conflitos no 
local de trabalho, por isso é necessário evitar qualquer comportamento 
que possa intensificá-la. 
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o Gestão 
 Tentar perceber o porquê dos problemas e, se necessário, reorganizar os 
subgrupos. Se houver conflitos entre elementos do mesmo grupo, pode 
ser uma boa opção fazer uma troca. Contudo, não devem ser tomadas 
medidas que possam desmotivar os elementos, nem piorar os conflitos. 
• RMMM para o risco 14 – “Falhas no equipamento” 
o Mitigação: 
 Avisar todos os elementos do grupo que devem fazer backups 
periódicos. 
 Arranjar, por exemplo, um servidor à parte onde podem ficar guardados 
os backups, para que, no caso de acontecer algo apenas a um 
computador, o backup possa ser recuperado. 
o Monitorização: 
 Fazer backups periódicos. 
 Verificar se toda a equipa está efectivamente a fazer backups com 
regularidade. 
o Gestão 
 Tentar corrigir as falhas no equipamento. 
 Caso se tenha perdido alguma informação devido à falha, aumentar a 
carga de trabalho, se possível, de modo a conseguir recuperar, sem 
provocar atrasos no desenvolvimento do projecto. 
• RMMM para o risco 15 – “Saída de um dos elementos da equipa” 
o Mitigação: 
 Verificar se todos os elementos estão motivados, de modo a evitar que 
alguém queira abandonar o projecto.  
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 Tentar não retirar elementos da equipa, a menos que seja estritamente 
necessário. Ao verem um colega partir, os elementos mais inseguros 
podem começar a ficar desmotivados, pensando que serão os próximos a 
sair. 
o Monitorização: 
 Manter um diálogo aberto entre os elementos do grupo e, caso algum 
elemento manifeste problemas que possam levar à sua desistência, tentar 
ajudá-lo.  
o Gestão 
 Reorganizar o grupo de modo a tentar compensar a falta do ex-elemento. 
 Se a pessoa que saiu desempenhava funções muito importantes, é 
necessário distribuir estas funções por outro(s) elemento(s), sem lhes 
causar transtorno e sem diminuir a sua produtividade. 
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5 Conclusões 
Aquando do início da minha colaboração neste projecto foram-me atribuídas 
algumas tarefas e, desde logo, adoptei as acções necessárias para as realizar. Cerca de um 
mês depois, a equipa foi informada que era necessário recuar um pouco no 
desenvolvimento porque o projecto não estava a caminhar na melhor direcção. Assim, 
grande parte do trabalho que fiz no meu primeiro mês, assim como grande parte do trabalho 
realizado até então por toda a equipa, foi posto de lado, mas serviu para me dar as bases que 
permitiram que após a reestruturação do projecto eu pudesse avançar nas minhas tarefas de 
modo mais rápido e mais eficiente.  
Após a reorganização do projecto e com um novo planeamento, foram-me 
atribuídas novas tarefas, algumas semelhantes às anteriores, mas com novos prazos.  
Tal como previsto, elaborei diagramas de actividades, diagramas de estados e 
colaborei na criação do modelo de classes. Esta tarefa foi realizada com sucesso, dentro dos 
limites temporais.  
De seguida criei cerca de um terço dos ecrãs da aplicação. A criação destes ecrãs foi 
dividida modularmente por três elementos da equipa. A estimativa inicial feita para esta 
tarefa foi de cerca de cinco dias, não se tendo, no entanto, cumprido esta previsão. A 
estimativa feita estava incorrecta, uma vez que esta tarefa tinha sido subestimada. A criação 
dos ecrãs envolvia uma complexidade inicialmente desconhecida, pois criar uma página 
não era apenas arrastar da toolbox os componentes necessários. Era necessário seguir um 
conjunto de regras de usabilidade e adaptabilidade que não tinham sido devidamente 
ponderadas. 
A tarefa seguinte consistiu no desenvolvimento do código da Camada da Base de 
Dados, da Camada de Acesso a Dados e da Camada das Regras de Negócio. Com esta 
tarefa consolidei os meus conhecimentos de C# e fiquei a conhecer a framework NUnit que 
se revelou extremamente importante na fase de testes, possibilitando que os testes fossem 
feitos de forma mais eficiente e, consequentemente, contribuindo para o melhoramento da 
qualidade da aplicação. Os testes consumiram dois terços do tempo desta tarefa, mas foram 
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imprescindíveis porque permitiram que encontrássemos erros que teriam consequências 
mais graves quanto mais tarde fossem encontrados.  
 Por fim, a minha tarefa que ocupou mais tempo foi a ligação entre os ecrãs e o 
código desenvolvido. Esta foi mais uma fase que se revelou bastante mais complexa do que 
o inicialmente previsto. Numa situação ideal, num ecrã apenas seria necessário invocar um 
WebService, mas na maior parte dos ecrãs era necessário invocar vários WebServices 
porque a informação necessária tinha de ser acedida separadamente. Além disso, a maior 
parte dos ecrãs podia ser acedida em três modos diferentes – escrita, leitura e edição – e o 
código reaproveitado entre os vários modos muitas vezes era escasso, o que praticamente 
triplicava a estimativa feita inicialmente.   
A arquitectura multi-camada adoptada no desenvolvimento desta aplicação levou a 
que as etapas acima referidas pudessem ser bastante independentes umas das outras, 
facilitando o nosso trabalho. 
A identificação e análise de riscos que fiz mostra que muitos dos riscos conhecidos 
manifestaram-se efectivamente, mas, graças ao plano de gestão existente, os efeitos foram 
controlados ao máximo. 
Relativamente ao trabalho futuro, as minhas próximas tarefas irão incidir sobre o 
desenvolvimento da Extranet de Clientes e do Portal de Candidatos.  
Tendo em consideração o meu envolvimento neste projecto até à data, posso afirmar 
que esta experiência se tem revelado bastante enriquecedora e aliciante. A passagem do 
mundo universitário para o mundo do trabalho é muitas vezes assustadora, mas, neste caso, 
creio que foi muito bem sucedida. 
O conhecimento adquirido durante a minha colaboração foi muito gratificante. 
Apesar de estar a lidar com muitos conceitos assimilados na faculdade, a utilização real que 
agora faço deles fornece-me uma visão diferente e um conhecimento global bem mais 
concreto. 
Foi um privilégio iniciar a minha carreira profissional neste projecto. Apesar dos 
contratempos iniciais que ocorreram foi possível recuperar. Um planeamento correcto, uma 
arquitectura tão bem definida e uma equipa motivada e empenhada conduzem este projecto 
ao sucesso. 
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Devido à sua natureza confidencial, os Anexos não podem ser 
apresentados. 
