Abstract-Automated web service composition can largely reduce human efforts in business integration. We present an approach to fully automate web service composition without workflow or knowing the semantic meaning of atomic web service. The experiment results show that the accuracy of our composition method using Genetic Programming (GP), in terms of the number of times an expected composition that can be derived versus the total number of runs, can be over 90%. Based on the traditional GP used in web service composition, our algorithm achieved improvements in three aspects: 1. We do black-box testing on each individual in each population. The success rate of tests is taken into account by the fitness function of GP so that the convergence rate can be faster; 2. We comply with services knowledge rules such as service dependency graph (SDG) when generating individual web service compositions in each population to improve the convergence process and population quality; 3. We choose cross-over or mutation operation based on the parent individuals' input and output analysis instead of by probability as typically done in related work. In this way, GP can generate better children even under the same parents.
I. INTRODUCTION
Web service composition is very important when user's requirements can not be satisfied by calling a single web service. The composition process includes selecting appropriate web services from web services repository, organizing those selected services, and testing the web service composition according to user's requirements. In web services repository, each atomic web service is considered as an independent modular application which can be invoked through internet to complete a specific task. We regard the web services as blackbox functional units which can produce desired outputs when provided with required inputs.
Most of existing research of web service composition focuses on the QoS optimization related to non-functional requirements such as response time, availability and reliability by semiautomatical composition based on workflow. Some researchers try to solve this problem through AI planning. We use GP to compose web services in this paper. GP provides an approach to solve problems by induction [1] , it is used in many kinds of problems. In [2] , G. Pedro did survey about the application of GP to classification such as clustering and association discovery. In [3] , GP is used to automatically generate a computer program to enable an autonomous mobile robot to perform the task of moving box from the middle of an irregular shaped room to the wall. In [4] and [5] , GP is successfully applied to software repair. We focus on user's functional requirements in this paper. Our GP based method can select, organize and test web service compositions automatically without a priori knowledge of workflow. With our approach, a web service composition is represented as a syntax tree. The leaves of the tree represent atomic services selected from the terminal set of service repository, and the non-terminal nodes in the tree are selected from the function set of composition-structure patterns which express how services can be composed together. In [6] , 6 composition structures are identified together with a algorithm for selecting web services. They are: Sequential, AND split (fork), XOR split (conditional), Loop, AND join (Merge) and XOR join (Trigger). We generate the candidate service compositions based on those two sets and update the candidates until we find the best one which has an acceptable fitness value or a predefined number of generations is reached.
Our GP approach incorporates the following features to improve its efficiency. First, we include the results from blackbox testing in fitness function. The rationale is that whether an individual candidate can produce correct outcomes from known test cases with expected results is an intuitive indicator of how it fares in comparison to the expected program. Second, we improve the probability of producing better-quality offspring by consulting SDG [7] . Individuals more compatible with SDG will have higher chance to be chosen as parents, so the offspring will be more likely to consist of workable service compositions. This greatly speeds up the convergence rate via improved population quality. Third, our approach does not require a priori knowledge of the expected web service composition's workflow. Fourth, we choose to apply either crossover or mutation operation by analyzing the input/output of the parents instead of by chance, which reduces probability of ill-formed offspring being produced. Fifth, since our approach does not relying on matching input/output parameter names as [8] does, it fares better in atomic services pools where services may have inconsistent use of the same parameter names.
The rest of this paper is organized as follows. Section II introduces background and related work in this field. Section III gives the details of our technical approach. Section IV describes an analysis about the complexity about this algorithm. Section V shows experiments design and results of our method. Section VI draws conclusion and discusses future work.
II. RELATED WORK
One of the greatest advantages of web services composition is its emphasis on services reuse. The following is a survey on related works in web service composition with special focus on satisfying the functional requirements, especially those using GP approach.
Many researchers have investigated the functional requirements of web service composition. In [9] , a survey on automated web service composition methods is given. In [10] , Lerina Aversano proposed a method using GP to support the design of service composition. The approach generate workflow of a business goal by GP to support the service integration activities in the process of finalizing the workflow. But the workflow they generated can not be used directly. In [11] , M.Mucientes proposed an approach to generate the valid structures of composite services through the GP algorithm. In [12] , a framework is presented to facilitate automated service composition in Service-Oriented Architecture by using semanticallydescribed heterogeneous services. In [8] , GP is used to compose web services and several public service repository were used in the experiments. However, the fitness function of GP mainly depends on atomic services' input/output variable names and the composition they generated may be short of a reliable accurate. It is very possible that there exists services which have the same input/output names but have totally different functions. For example, considering two services named PeopleQuery service and CompanyQuery service quering people's information and company's information respectively. Both services use 'id' as input name and 'address' as output name. They may be developed by different programmers or by the same programmer at different time. Only considering the input/output variables' names can not differentiate between certain service compositions. As shown in Figure 1 , those two compositions will be regard as interchangable ones in Pablo's method but actually they have totally different functions. 
III. SERVICE COMPOSITION FRAMEWORK
We describe the automated web service composition framework, the principle of using GP to compose services, the detailed algorithm and the fitness function of GP in this section. Our method is based on two assumptions: (1) The services repository can provide all the needed atomic services for composing expected web service composition. (2) We have existing test cases which can be used in black-box testing. With these assumptions, our goal is to use GP to compose the desired web service composition with high accuracy that meets user's requirements with effective test cases and clarified user's provided input/desired output. Actually, the test cases for black-box testing can be generated from existing mechanism automatically [13] [14] [15] or be obtained from the historic data and observed data as explained in the Situ environment [16] . By observing user behavior patterns and analyzing problem domain, related services can be inferred and inserted into the service repository.
Our method is especially useful when we have lots of data but no information about workflow. For example, in Physics, Biology and Chemistry field, we have lots of experiment data and available services but we do not know the relations between data and services. In this case, our method can take the data as test cases and create a program that produces expected outcomes when receiving these parameters. Aside from the web services composition with mathematical functions, our method also can be used in some other web service composition problems if we have appropriate test cases. Figure 2 shows the automatic web service composition framework. At its core is the GP used to search web services composition which can satisfy user's input/output requirements. The service provider registers available atomic services with UDDI. The service knowledge provides service dependency constrains between atomic services such as the SDG. The services requester gives software specification which contains the input/output requirements. The GP then executes all the following steps automatically: select the atomic services, generate initial service composition population, evaluate service composition candidates in each population, and update service composition population. During the process of evaluation, we evaluate the generated service composition candidates by analyzing the following factors: black-box testing results of candidates, the consistency between web service composition candidates' input/output and user's required input/output, and properties of the syntax tree of candidates such as the depth of the tree. 
A. Overview of Framework

B. Research Methodology
The mapping from service composition problem to genetic programming method is described as follows:
Step 1: Determine the set of terminals. Suppose we have n available services which are named from S 1 to S n , the terminal set can be defined as T = {S 1 , S 2 , S 3 , . . . , S n }. Each leaf in the syntax tree is an element from set T.
Step 2: Determine the set of functions. Based on T.Yu's 6 kinds of composition structure patterns mentioned in section II, we define the function set as F = {sequential, AND split, XOR split, Loop, AND join, XOR join} as illustrated in Figure  3 . The circles represent services and the rectangles represent the functions among those atomic services. Here, two more structure patterns are added from the work of [10] . In (a), S 2 is executed after S 1 and S 2 take the S 1 's output as input. In (b), all the services from S1 to Sn are executed after S 1 and all of them take S 1 's output as input. In (c), only one service will be executed after S 1 and the probability of S 2 to Sn decides which service will execute. In (d), service S takes its own output as the input. The iteration times should not be more than K. In (e), all the services from S 1 to S n−1 are executed before Sn. Their output is taken as the input of S n . In (f), based on the probability, only one service from S 1 to S n−1 is to be executed and its output is forwarded to S n as input.
Step 3: Determine the fitness measure. Our fitness function includes following consideration: (1) The ratio of the number of successful test cases to the number of total test cases (2) The candidate syntax tree's input/output type set which can be inferred from atomic service input/output type. (3) The user's required input/output type and value (4) The depth and number of leaves of the syntax tree as a measure of complexity of the candidate composition.
Step 4: Determine the parameters of GP algorithm execution such as population size M, the number of evolving generations and the run time. Definitions of all these parameters will be given in section V.
Step 5: Determine the termination condition of GP execution. We can stop the GP algorithm when a predetermined number of generation is reached or when we find a candidate whose fitness function value reaches a goal value we set. Comparing to traditional GP, we improved the algorithm in step 1, step 2(a) and step 2(d). The following sections will show how the algorithm is improved in those steps.
D. SDG Matching Check
The Service Dependency Graph [7] is an AND/OR graph showing input/output dependencies among atomic services operations. We utilize it to assign weights to the individuals when choosing them as parents to generate new individuals for next generation. An individual will have high chance to be chosen as parent if it confirm with the SDG better. Otherwise, the individual will have lower chance to be chosen as parents. Doing this can help us choose high quality parents and prune weak parents in each generation of GP. With better parents in each generation, it is believed that the convergence rate can be improved.
The SDG constraints could be obtained from the service knowledge base provided by the service providers. In addition, based on the atomic services input and output variable type, we also can make some constraints of the service repository and add them to the SDG. For example, if there are n services in our service repository {S 1 , S 2 ......S n }, then for each service S i , only the services which have at least one output type in S i input type set can be invoked before service S i . Similarly, only the services which have at least one input type in S i output type can be invoked after service S i .
E. Intelligent Selection of Genetic Operators
In algorithm step 2(e) in section III-C, when we perform the crossover or mutation operation to generate new individuals, we choose to do mutation on the parents if their input do not overlap with the input provided by users. In this case, mutation is more likely to produce better children because the children individual's input will still have no overlap with the user's input if we do crossover.
F. Fitness Function
We calculate service composition individual SC i 's fitness value by considering four factors: (1) success rate from blackbox testing result. This enhanced the work of [10] and [11] . (2) overlap between individual's input/output and user's input/output requirements; (3) depth of the syntax tree for the individual; (4) number of leaves in the syntax tree of the individuals. The fitness function is defined as:
where w 1 > w 2 , w 1 + w 2 = 1, 0.0001 ≤ w 3 ≤ 0.0009.
1) success rate φ(i):
φ(i) = {success test cases amount/total test cases amount}.
(2) For each individual in each generation, we use the same set of test cases for black-box testing. The value of φ(i) indicates how well this individual satisfies the user's functional requirements from the input/output perspective. When the optimal service composition is found, φ(i) should take value 1, which means that all the test cases passed the black-box testing.
2) IOM(i): Stands for input/output matching of individual SC i . We define it as
where IM(i) indicates how well the individual's input and user's input match, OM(i) indicates how well the individual's output and user's output match. The form of IM(i) and OM(i) are 3) TreeCom(i): It is used to describe the complexity of the syntax tree. We define TreeCom(i) as
where depth(i) is the level numbers of the syntax tree for individual SC i and |leaves(i)| is the number of leaves in the syntax tree of individual SC i . We adopt TreeCom(i) to prevent very large and complex syntax tree which may contain redundant atomic services and service structure patterns. 4) w 1 , w 2 and w 3 indicate weights of φ(i), IOM(i) and TreeCom(i) respectively and they have the following relation: w 1 > w 2 >> w 3 . We set w 3 as a very small value which is extremly lower than w 1 and w 2 . So only when the syntax tree is unusually complex (e.g. contain a large number of services and complex structure patterns), will w 3 * TreeCom(i) makes a difference in the value of the fitness function. In this way, we can control the number of services and the levels of syntax tree so that a large number of redundant services and structure patterns can be avoided.
Suppose w 3 is assigned a value between [0.0001, 0.0009] and we can not accept the composition which is too complex such that w 3 * TreeCom(i) > 0.1. Then we can determine the termination condition for our GP as when the fitness function reaches 1.9, more specifically when φ(i) = 1, IOM(i) = 1 and TreeCom(i) ≤ 0.1, which means the composition satisfy the following three properties: be able to pass all the test cases; posses a very good input/output matching with the user's requirements and have complexity that we can accept. In our experiment, we reject composition that result in w 3 * TreeCom(i) > 0.1. The composition found by GP has 90% correctness rate. An alternative termination condition is the maximum generation. In this setting, we may get the near optimal solution instead of the optimal solution.
IV. COMPLEXITY ANALYSIS AND SCALABILITY
A. Using Cache to Reduce the Running Time
For fixed service repository and test cases, the time to compose the web services is G * P * E, where G represents the number of generations, P represents the population size and E represents the time to get the fitness value for a candidate.
Since G depends on the execution of evolution and can not be known before the program terminates. P presents the number of candidates in each generation and can not be too small since decreasing it might increase G. The only parameter on which we can work is the E calculated as E = test cases number * Candidate runtime. The test cases number is usually predefined. To reduce the evaluation time for each candidate, we have to decrease the candidate runtime.
Although black-box testing helps to enhance fitness function in our GP, it is time consuming (e.g. sending request to services and waiting for responses) to call the service each time we need. To reduce the time of waiting for the response from calling services, we use cache to store the input/output set. We identify each service in the available services set with a unique ID. When a service is called for the first time, input and output information is stored in the cache and we can get the service output without really running the service when it is called with the same input next time. The other way to save time is to do the black-box testing for individuals parallel in each generation. Then the run time could be reduced to G*E.
B. Computation Complexity
The computation complexity depends on the expected composition tree. In the simplest case, each node has at most one child. That means only the sequence structure pattern is used in the expected composition. In this case, the complexity is O(nd) where n is the number of services in the available service set and d is the number of services needed in this composition. If considering more possible structure patterns in the composition and suppose each non-terminal node has two children, then the complexity would be n 2d−1 * m 2d−2−1 where n is the number of the services in the available service set, d is the depth of the composition tree, and m is the number of structure pattern. In our paper, m = 6.
V. EXPERIMENT DESIGN AND RESULTS
A. Comparing Our Method with Existing Methods
Comparing to Pablos approach [8] , our GP algorithm is still feasible even without semantic information or with undifferentiated semantic information about atomic services. In this section, we run an experiment of mathematical service composition. Each service has different function but almost all of them have the same input/output name and type. The experiment result shows a 90% probability that the expected web service composition will be generated.
Although Pablo's method can not ensure the correctness of the composition, semantic matching is an effective way to guide the GP to find a proper web service composition. Blackbox testing can ensure the correctness of composition with a high probability, but it is very time consuming especially in running GP. So if we have the semantic information of the available services, we can trade off those two factors in our fitness function. Aside from doing input and output type matching as we mentioned in section III-F, we can also take the semantic matching into account for the second part of our fitness function. Through adjusting the weight of w 1 and w 1 in our fitness function based on the information of the service repository, it is very intuitive that our fitness function will work at least as well as Pablos fitness function since we did consider all the factors in Pablos fitness function.
B. Experiment Scenarios
For experiment, we use Apache Axis2/Java as the web service engine to transfer Java class to web services and Tomcat as the server to contain web services. Then we wrote some classes in Java to call the services in Tomcat and the only function of the class is to call its corresponding service. In this scenario, the process to compose those classes is equivalently to composing the services in Tomcat. To reduce the parsing time of the services, we can just compose the java classes to simulate the process of composing the services.
We suppose that the user can provide two inputs and one output with float data type. When the input/output data types vary, we can utilize those type information to infer some constraints added into the SDG. In our experiment, we created our whole experiment based on the open source JGAP.
Suppose our goal composition is AndJoin((AndJoin(multipleService, divideService, addService)), divideService, subtractService) as shown in Figure 4 . This expected composition is composed of 5 services totally and 4 of them are different services. We use this expected composition as oracle in the black-box testing when running GP. We assume that the input and output variable names of all the services are unknown. The services needed in the expected service composition are addService, subtractService, multipleServive and divideServce. The size of service repositories vary from 4 to 20. Figure 4 shows the process of web service composition experiment. First, we created the goal composition which is described above. Then we generated some test cases based on this goal composition. The GP does not know our expected web service composition. We take the generated test cases, the function set and the service repository as GP's input and run it to search for a composition which is expected to perform the same function as our goal web service composition. For each set of data setting, the run time and the times of getting the correct services composition are recorded. We use records to calculate the accuracy of GP algorithm in section V-C. 
C. Experiment Execution and Results
The scatter plot in Figure 5 describes the experiment result of one composition based on the same service repository size but different number of test cases. As expected, the accuracy and the number of test cases are positively correlated. Using the spline smoothing technique described in [17] , we can obtain a few predicted values when test cases are between 600 and 700, which are plotted as unfilled circle dots in Figure 5 . In conclusion, the accuracy of output from GP is generally above 90% given proper test cases. In Table I , the experiment results for more different composition goals are shown. The syntax trees of those composition goals have different depth. They need different numbers of services and structure patterns. From the experiment results, we can see that, the accuracy is above 80% in most cases. L# -the number of levels in syntax tree TC# -the number of test cases used S# -the number of needed atomic services NSP -needed structure patterns composition 1 Program failed to output results after one week of running.
VI. CONCLUSION AND DISCUSSION
We proposed a GP algorithm to generate web services composition automatically. This method works even without a priori knowledge of the workflow and names of atomic services' inputs. We enhanced the original GP algorithm mainly through utilizing the services knowledge such as SDG to choose parents in each generation, comparing the input/output of candidates with user's required input/output to decide crossover or mutation operation and running black-box testing on each candidate in each generation.
Our future work is to automate the whole framework including automatic test cases generation, automatic web services composition generation and automatic services composition testing. To do that, we will include the test cases generation mechanism to provide test cases for black-box testing. Also, we plan to build a translator to transfer the software specification to users' input/output requirements which will be used to compare with the input/output of composition candidates. In situations where the semantic information is known, the weights of the black-box testing, the semantic matching and type matching should be considered carefully. This is because those weights may severely affect the performance of fitness function, considering the similarity between input/output name and type among the atomic services from the service repository. We will try to find the quantitative relationship among the weights, the similarity and the accuracy. Once we have this relationship, users can utilize the fitness function more effectively by giving proper weights to different parts in the fitness function according to the similarity between input/output name and types. Our potential future work is to generalize the current experiment to a real service repository of larger size.
