INTRODUCTION
In order to detect errors in their programs, software companies and individual developers use static analysis tools to analyze their software. From the correctness of the program, to security vulnerabilities, to compliance with given standards, to performance, static analysis is widely used in practice. Current tools typically generate reports in their own format for their own interface, or provide means to export general reports in XML or PDF format for example. As a result, software developers often experience a significant overhead parsing and aggregating the reports generated by different analysis tools in order to obtain one complete report. To address this problem, CA Technologies [14] , Cryptsoft [9] , FireEye [2] , GrammaTech [5] , Hewlett Packard Enterprise (HPE) [6] , Micro Focus [3] , Microsoft [7] , Semmle [13] , and others, proposed a common reporting format for all static analysis tools, the Static Analysis Results Interchange Format, abbreviated as Sarif.
Sarif is a standard developed under OASIS [4] . The technical committee of Sarif includes members from several static analysis tool vendors, including GrammaTech and other large-scale users [4] . Sarif is a JSON-based format designed to not only report the results of an analysis but also its metadata, including schema, URI, and version. It has been created with the goal of unifying the output format of different static analysis tools, making it easy to integrate the reports into a single interface, which is the main objective of Static Analysis Server Protocol (Sasp) [4] .
Sasp acts as a service where clients, such as the Eclipse Integrated Development Environment (IDE) 1 , IntelliJ IDEA 2 , or Visual Studio Code 3 can request static analysis results obtained from other analysis tools for a given program to analyze, as illustrated in Figure 1 . For such a service to respond to a query quickly, it is necessary to enforce a common output standard to aggregate all analysis warnings results efficiently. Sasp achieves this by leveraging Sarif.
We explore how to make an analysis tool support Sarif, in order to eventually incorporate it in the Sasp system, thus enabling interoperability and potential integration with other static analysis tools. In particular, we focus on CogniCrypt [12] , a static analysis tool that detects misuses of cryptographic APIs in Java programs. The current version of CogniCrypt returns its results in its own format, which is used to display warning traces in Eclipse. CogniCrypt is implemented as an Eclipse plugin, and provides software developers with two main functionalities:
• generating secure implementations of common cryptographic programming tasks, • and analyzing developer code in the IDE and reporting existing misuses of cryptographic libraries. In this paper, we first present CogniCrypt's original reporting format in Section 2. We then detail the Sarif format and explain its structure and syntax in Section 3. Then, Section 4 describes our implementation of the connector that exports CogniCrypt results in Sarif format. Finally, Section 5 summarizes the outcomes of this paper and presents future work.
THE COGNICRYPT REPORT FORMAT
Cryptography is used for many different purposes. From hashing to encrypting, complex cryptographic libraries are used in many applications. However, using those libraries is not straightforward. Recent studies indicate that software developers have limited to no knowledge on the usage of APIs of cryptographic libraries. Lazar et al. [15] carried out an investigation on 269 cryptography related vulnerabilities and found that 83% of them resulted from software application developers misusing the cryptographic libraries. Nadi et al. [11] show that most cryptographic misuses are due to the insufficient knowledge on the library usage by the developer, and that developers require debugging tools in their development environments to support them.
In order to detect cryptographic API misuses, CogniCrypt uses a set of cryptographic rules encoded in the CrySL format, a definition language that allows cryptographic experts to encode the secure usage of cryptographic libraries in a light-weighted syntax. CogniCrypt automatically converts those rules into an efficient flow-sensitive and context-sensitive static data-flow analysis that it then runs to detect the API misuses described by the rules. In its current state, CogniCrypt contains a complete ruleset for the APIs of the Java Cryptography Architecture (JCA).
In CogniCrypt, each CrySL rule defines the correct use of a specific Java class of a cryptography library, by encoding constraints on usage order of API calls and parameter types. • RequiredPredicateError: This error refers to a second-degree ConstraintError: when an object requires another object to be used in a specific way, and this was not the case. For example, a Cipher object receiving a hardcoded key will raise an error, since such keys should not be hardcoded.
• ImpreciseValueExtractionError: This error is used when the analysis could not retrieve the parameter passed to a cryptographic method, for example when a key size is supplied in a configuration file instead of in the code. Since the parameter could be faulty, an error of lesser importance is raised.
• IncompleteOperationError: This error relates to the TypestateError, but instead of referring to a wrong method call, it is raised when a missing call is detected. An example is never calling Cipher.doFinal() on a cipher object. Listing 4: Subkeys of the key runs in Sarif
We illustrate a ConstraintError and a TypestateError in Listing 1, with CogniCrypt's corresponding report shown in Listing 2. Listing 1 presents a Java method which generates a cryptographic key using an instance of KeyGenerator. Two errors are made here: first, init() of KeyGenerator is called using an incorrect parameter: 512 instead of the secure 128, 192, or 256 values. Second, along the else path, the key generator object is never initialized before generateKey() is called. Using the CrySL rules that describe the usage of KeyGenerator, CogniCrypt thus detects the two errors as a ConstraintError and a TypestateError. We show the corresponding CrySL rules in Appendix A.1.
When reporting an error, CogniCrypt provides:
• The error type.
• The error location, as a line number and file name.
• A customized error message. For example, for the ConstraintError in Listing 2, the error message contains the erroneous first parameter of getKey(), and provides other parameters that should be used instead.
THE SARIF FORMAT
We now detail the Sarif specification, with respect to reporting warnings. The complete Sarif documentation is found online [4] . Sarif is a JSON format standard [10] . Its three main root keysshown in Listing 3-are: version which specifies the version of the Sarif format, $schema which specifies the URI of the predefined JSON schema corresponding to the version, and runs an array containing the results of the analysis runs. The six main subkeys of an individual run are shown in Listing 4.
The syntax of the runs key can be separated into two categories:
• reporting analysis results (invocations, files, results, and logicalLocations keys), which we detail in Section 3.1, • analysis metadata (tool and resource keys), which we explore in Section 3.2.
Reporting Analysis Results
In this section, we detail the invocations, files, results, and logicalLocations keys and their subkeys. invocations. The invocations key describes the invocation information of the static analysis tool that was run. Invocation information mainly includes the start time of the analysis, the end time of the analysis, the environmental variables that are used to run the analysis, the command that is used to invoke the analysis, and the notifications displayed during the analysis. Those notifications are files. The files key contains the information of all the files relevant to the run: the files in which analysis results were detected, or all files examined by the analysis tool. In some cases, a file might be nested inside another file (for example, in a compressed container), which is then referred to as its parent. In the case of nested files, the parent's name is separated from nested fragment with the character, "#". The nested fragment then starts with "/". An example where the file "intro.docx" is located in the file "app.zip" is shown in Listing 6.
logicalLocations. The optional key logicalLocations is used in case the analysis tool yields results that include physical location information, (e.g., source file name, the line and column numbers) and logical location information (e.g., namespace, type, and method name). In some cases, a logical location might be nested in another logical location referred to as its parent. In such cases, logicalLocations should contain properties describing each of its parents, up to the top-level logical location. An example of a warning detected in the C++ class namespaceA::namespaceB::classC is shown in Listing 7. The corresponding logicalLocations object contains the properties describing the class along with its containing namespaces. Listing 9: Subkeys of the key locations in Sarif analysis, an example of which is shown in Listing 8. We now detail the subkeys of a run object.
• ruleId is the unique identifier of the analysis rule that was evaluated to produce the result.
• ruleMessageId refers to a message in the metadata.
• richMessageId refers to a more descriptive message in the metadata.
• message describes the warning. If the message is not specified, the ruleMessageId is used instead.
• baselineState describes the state of the result with respect to a previous baseline run (i.e., new, existing, or absent).
• level indicates the severity of the result (e.g., error, warning). Listing 10: Subkeys of the key codeFlow in Sarif
• locations contains one or more unique location objects marking the exact location of warning, as shown in Listing 9. It contains the physical location (e.g., file name, line and column) or the logical location (such as namespace, type, and method name) and the region in the file where the result is found. If the physical location information is absent, the fullyQualifiedLogicalName property is used instead.
• codeFlows is an array of individual code flows, which describe the execution path of the warning step by step. An example is shown in Listing 10. Listing 11: Subkeys of the key stacks in Sarif
• stacks is an array of call-stack frames created by the analysis tool. Each stack frame contains location information to the call-stack object, a thread id, parameter values, memory addresses, etc. This is illustrated in Listing 11.
• fixes is an array of fix suggestions. For each file in a fix object, the format describes regions that can be removed and new contents to be added. An example is found in Listing 12.
• workItemUris is an array of URIs to existing work items associated with the warning. Work items can be GitHub issues or JIRA tickets for example. Listing 12: Subkeys of the key fixes in Sarif
Metadata
We now detail the tool and resources keys and their subkeys, which are used in Sarif to store analysis metadata.
tool. The key tool contains information regarding the static analysis tool that performed the analysis and produced the report. Its self-descriptive keys are shown in Listing 13.
resources. The resources key contains resource objects such as localized items such as rule metadata and message strings associated with the rules. This prevents data duplication if, for example, multiple warnings refer to the same rule. Each rule object contains rule information such as rule id, rule description, and message strings. This is illustrated in Listing 14. Note that the subkeys messageStrings and richMessageStrings contain all of the messageStrings and richMessageStrings of the result objects (Listing 14).
FROM THE COGNICRYPT REPORTING FORMAT TO SARIF
In this section, we detail our approach for converting CogniCrypt results to the Sarif format, following the requirements of Section I.2 of the SARIF documentation 4 [10] . 
Mapping CogniCrypt Data to Sarif Keys
To write a Sarif exporter for CogniCrypt, it is important to first identify which information to export from the CogniCrypt error format. We detail this information in this section. The first level of the Sarif JSON hierarchy contains the version and $schema information. In our implementation, this data is populated based on the current Sarif version: 2.0.0 (Listing 16 line 307), and its respective schema reference (Listing 16 line 308). This information is hardcoded in our converter.
To fill the runs information (Listing 16 line 309), we map the following data found in the CogniCrypt error format to the keys of the Sarif format:
• tool contains static information on CogniCrypt. The information to this key, such as semanticVersion, version, fullName, and language (Listing 16 lines 311-314) is fetched from a hardcoded configuration file in our converter: SARIFConfig 6 .
• files data is available from the existing CogniCrypt reporter: CommandLineReporter 7 . The value for the key is fetched from the fully qualified name reported in line 294, • logicalLocations are not available in CogniCrypt. Currently, CogniCrypt only reports an error at the line where it was detected and not the complete witness path of the warning. The information could be generated in the class ErrorMarkerListener 10 , and then, exported in Sarif.
• invocations is not implemented in our connector, but can be retrieved from CogniCrypt. The commandLine, workingDirectory, startTime, and endTime are stored in the class HeadlessCryptoScanner 11 , and the toolNotifications are generated in the class CommandLineReporter 12 .
CONCLUSION AND FUTURE WORK
In this paper, we explored how to convert the CogniCrypt error format into the more general Sarif format. After detailing the two formats, we detailed our implementation. In our evaluation, we confirmed the correctness of our converter on the CogniCrypt test cases. The current implementation of our connector is available online as part of the official CogniCrypt implementation on GitHub [8] . Since this is an initial prototype, there is still room for improvement. One such improvements is to finish the implementation of the converter to include invocation and logical location information. Another improvement concerns the CogniCrypt error format, which does not encode as many details as it could. For example call-graph information is available in the analysis and could be encoded in Sarif, but the data is lost through the CogniCrypt report. The connector can be improved to retrieve the information directly from the analysis. As a follow-up to this work, CogniCrypt also needs a full support for Sasp, since it is now able to export its results in Sarif.
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