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Abstract. An important aspect to be considered for systems aiming at integrat-
ing similarity-queries into RDBMS is how to represent and optimize query-plans
that involve traditional and complex predicates. Toward developing facilities
for such integration, we developed a technique to extract a canonical query-
plan command tree from an similarity-extended SQL expression. The SHRuB
tool, presented in this paper, is able to interactively represent a query parse-
tree. We developed a catalog model which allows estimating the execution cost
as well as provides hints for optimizing the query-plan by adopting a three stage
heuristic. Through a case study and initial experiments, we have demonstrated
that the tool is able to find a local-minimum query-execution plan. Moreover,
SHRuB can be plugged on existing frameworks that support similarity queries
or employed as a course-ware aid for database teaching.
1. Introduction
Integrating similarity-queries into Relational Database Management Systems (RDBMS)
is quite a challenge, mainly because the same resources available for scalar data (e.g.,
numbers, dates and characters strings) should be equally provided for complex data. Most
of current RDBMS are able to provide query-plan cost estimation only for queries involv-
ing traditional data. Such estimation relies on selectivity measures, which are obtained by
statistics collected by the RDBMS. Considering queries on complex data, the RDBMS-
architecture should also provide an optimal query execution plan using: 1) Algebraic
properties rules of complex predicates (rule-based optimization) and/or 2) Selectivity
based on data distribution heuristics (cost-based optimization).
The first challenge to obtain optimal query-execution plans over complex data is
defining a representation for query operators such as selection and join based on similar-
ity predicates, in such a way that their execution order in a query can be evaluated. This
problem has been studied by several authors [Kaster et al. 2010, Silva et al. 2010]. An
initiative of special mention is [Ferreira et al. 2011], which proposes to employ similarity-
based operations as extensions of the traditional predicates, leading to a set of algebraic
properties that allows for order-execution manipulation subjected to the established rules.
Once a definition on how to combine complex and traditional predicates is reached, an-
other challenge emerges: How to collect statistic measurements from complex and tradi-
tional data in order to estimate selectivity?
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This paper presents the tool called SHRuB (Searching through Heuristics for the
Better query-execution plan), which is being employed as a module of the SIREN frame-
work [Barioni et al. 2006]. SHRuB enables that queries formulated in extended-SQL con-
taining traditional and complex data can be visually represented by the parse-tree repre-
sentation of a canonical query plan. It receives a SQL query command and generates: 1) a
syntactic/semantic analysis; 2) the canonical query tree and the attributes and conditions
table (ACT); and 3) the estimated cost of each node execution. The main advantages
of SHRuB are that it relies on the robust and improved SIREN back-end to solve the
extended-SQL, providing a tree optimization through a well-defined heuristic. Other de-
sirable interface properties were also considered, such as the ability for on the fly tree
construction and allowing the user to directly manipulate the query tree nodes. We high-
light here the great educational potential of the tool for database learning. Considering
this, the tool allow also the visualization of hypothetical queries plans, where the user can
manipulate the node execution costs. This paper describes the implementation details of
SHRuB and one example application, where the system is able to find an (sub) optimal
query-execution plan. SHRuB is an initiative that contributes to the RDBMS’ capability
to handle query plans containing complex and traditional predicates.
2. Related Work
The predicates most employed in similarity search are the similarity range (Rng) and the
k−Nearest Neighbors (k-NN ). The former is able to select all tuples whose value in
attribute S from relation T are not farther than a given threshold ξ from the query center
sq, considering a distance function d. Thus, the result of a range query is composed by
σ(S Rng(d,ξ) sq)T = {ti | d(ti(S), sq) ≤ ξ}. The later selects the tuples whose attribute
S value is one of the k elements most similar to the query center sq. The result of a k-
nearest neighbor σ¨(S k-NN(d,k) sq)T is composed by the tuples ti ∈ T such that ti(S) is one
of the k elements in the active domain S of S nearest to sq. There are some prototype
systems aiming at integrating the similarity paradigm into RDBMS, such as the FMI-
SiR [Kaster et al. 2010] and POSTGRESQL-IE [Guliato et al. 2009]. However, no one
of those systems provide a query optimization module. For instance, FMI-SiR allows the
user to specify an index to be used in the query, but there is no clear query-optimization
approach available. For predicates involving the traditional comparisons (>,<,≥,≤,=
and 6=), it is expected that the RDBMS generate a canonical query-plan which is further
rewritten according to the defined heuristics.
Therefore, a query plan that addresses the problem of representing predicates
based on Rng and k-NN that allow for optimization tasks should also be generated by
systems aiming at supporting similarity queries. A further difficulty is that, unlike Rng,
the k-NN predicate does not hold the commutative property, which leads to studies on
how the relational algebra should properly handle it. In fact, a k-NN is one of the most
computationally expensive predicates to execute. Thus, it may be desirable the query eval-
uator engine could benefit from techniques such as Metric Access Method (MAM) in or-
der to speed up the k-NN processing. For this purpose, once k-NN predicates do not pre-
serve the commutativity, they must be evaluated before the others [Traina Jr. et al. 2002].
Moreover, due to the fact the non-similarity-based predicates still remain, the final result
may have fewer tuples than k. Performing the k-NN comparisons as the last operation
produces the requested number of tuples – if enough tuples exists in the original rela-
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tion. The work of [Ferreira et al. 2011] demonstrated that such execution has little or no
impact in the overall query performance, whenever the query-plan optimizer is able to
apply the rules of an extended-relational algebra. By adopting this extended-relational
algebra, there are several permutations that can be applied over a parse-tree considering
the costs of each node. RDBMS usually stores histograms to estimate selectivity and ac-
cess plan costs. Obtaining a selectivity estimation and combining the operators through
extended-relational algebra allow generating a good query execution plan.
Generically, a histogram H on attribute A is constructed by partitioning the data
distribution of A in the relation T into β (β ∈ N∗) disjoint subsets called buckets and ap-
proximating its number of occurrences by a measure of frequency values for each bucket.
The definition of values in each bucket should follow a partition rule which approximates
T. According to [Ioannidis 2003], every type of histogram can be characterized by the
following properties: 1) Partition Class - The class of histograms that are represented by
the rule, 2) Partition Constraint - The mathematical constraint that links a histogram to
a partition class and 3) Sort and source parameter - Which represents derived and sorted
parameters of value and frequency [Poosala et al. 1999]. The histograms most widely
adopted by RDBMS are the equi-depth and the equi-width histograms. The last ones
group continuous ranges of attributes into buckets, where each discrete value has accu-
mulate frequency 1/β. The buckets are equally partitioned and sorted by value, where the
area refers to the cumulative probability distribution.
3. The Architecture of the SHRuB Application
SHRuB is a tool able to illustrate query-plans when performing similarity-queries using
an extended-SQL language. It takes advantage of the SIREN back-end to interpret and
validate user inputs. Currently, SHRuB is able to construct a canonical parse-tree provid-
ing also the attributes and conditions table (ACT) and the estimated selectivity for each
tree node. Figure 1 illustrates the general SHRuB architecture. As the first step, SHRuB
perform syntactical analysis of the users’ input, validating it through the SIREN back-end
(Step 2). This step requires accessing the database’s catalog tables (Step 3). Once the
expression is validated, SHRuB constructs the canonical query-plan (Step 4). For each
node included in the query tree, if corresponding statistics are available in the catalog,
SHRuB retrieves them (Step 5) and constructs an optimized query-plan considering the
extended-relational algebra (Step 6). Finally, the optimized result is displayed to the user
(Step 7) and sent to execution.
SHRuB employs a materialized query-plan analysis (i.e. each node has assigned a
cost execution) by taking advantage of the extended-relational algebra rules to recombine
nodes. In the execution phase, however, the RDBMS will employ pipelined operators. We
propose here employing the equi-width histograms to estimate the selectivity considering
non-indexed traditional attributes (i.e. numerical and character strings). These histograms
are stored in SHRuB as Binary Large Objects (BLOB) in a catalog table. For complex at-
tributes, we propose assuming the uniform distribution over the solution space, always
evaluating k-NN as the last predicate and, therefore, not using indexes. The adopted
heuristic is executed in three stages: (1) Perform the selections as earlier as possible (2)
Perform the joins containing the highest selectivity predicates as earlier as possible, and
(3) Perform the joins and selections involving two related tables as earlier as possible
resulting in at most six distinct possibles query-plans, where a cheaper one to execute is
29th SBBD – Demos and Applications Session – ISSN 2316-5170 October 6-9, 2014 – Curitiba, PR, Brazil
247
R
D
B
M
S
1
3
7
Extended-SQL
Library
SIREN
framework
2
Canonical Tree
Generator
Selectivity
Estimation
Optimized
Query-Plan
6
54
SHRUB
interface
Extended-SQL User Input
Application
Tables
Catalog
Tables
Figure 1. Overview of SHRuB architecture.
chosen. SHRuB is also able to simulate query-plans disregarding SIREN. In this case,
steps 2 and 3 of the Figure 1 are ignored and a parse-tree for the SQL expression is im-
mediately built. Thus, the user should manually provide the selectivity values for the
selectivity estimation. This resource allow evaluating index creation and constraint defi-
nition, besides being an interesting teaching tool for database disciplines.
4. The SHRuB Interface - A case study
The SHRuB interface was coded in C++ using the cross-platform Qt 5.21 to provide porta-
bility. Consider that a database schema was already defined and populated using SIREN,
including complex data such as images or audio, defined as attributes of the relations. The
user may now query both traditional and complex data, using SIREN’s extended-SQL lan-
guage, which include the operators>,<,≥,≤,=, 6=, Rng and k-NN . It is important that
the search engine be capable to execute the query the faster the possible, even taking
into account the time required to choose an optimal query-plan. Thus, we employed a
three-stage heuristic, considering the extended-relational algebra.
Figure 2 illustrates the system interface. The user starts logging into SIREN to
express queries through extended-SQL (1). Then, it is possible to ask for the system to
construct a canonical parse-tree (2). The tree visualization (3) allows the user to interac-
tively change the nodes in order to rearrange the query-plan. The attributes and conditions
table (4) describes each node regarding its involved attributes and operators. Inter actor
(5) provides a way to perform selectivity estimation for each node in the tree visualized.
The results generated by the parse-tree can be visualized on the Results tab (6). SHRuB
can generate a new parse-tree, optimized following its internal heuristics (7). The opti-
mized tree replaces the one in the visualization tool (3).
For our case study, we used the CANVAS dataset, which is composed by 1348
public domain canvases of historic world painters available in Wikimedia Commons2. All
data were inserted into normalized relations, allowing further queries-plans visualization
combining traditional and complex predicates. Three main tables were created: Painter
1http://qt-project.org/
2http://commons.wikimedia.org/wiki/Category:Paintings by painter
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Figure 2. SHRuB interface. Pop-outs are displayed through mouse interactions.
(containing the painter information, such as name and nationality), Canvas (containing
the canvas itself and details such as name and year), and CanvasOfPainter (since a canvas
can be painted by two or more painters). We employed the color histogram extractor
and the Euclidean distance function to compare canvases. A query example is: “Retrieve
the five paintings most similar to Da Vinci’s ‘Monalisa’, considering only painters of the
medieval and modern age.”. It is expressed in SIREN extended-SQL language as:
SELECT p.Name, c.Name, c.idCanvas FROM Canvas c JOIN CanvasOfPainter cv
ON c.idCanvas=cv.idCanvas JOIN Painter p ON p.idPainter=cv.idPainter
WHERE c.Canvas NEAR ’monalisa.jpg’ STOP AFTER 5 AND p.birth < 1880;
Figure 2 (3) illustrates the canonical parse-tree generated for this SQL command.
The initial execution cost, considering the statistics gathered (number of tuples in each
table, the equi-width histogram for the birth attribute and uniform distribution for the
canvas attribute) was 4296 comparisons and 9 disk reads. After applying the three stage
heuristics, several operations were rearranged (Figure 2 (7)). The comparison birth <
1880 is performed first, followed by joining CanvasOfPainter and Painter and them Can-
vas. Thereafter k-NN is performed, followed by the final projection. The plan cost now
required 4029 comparisons and 8 disk reads. We evaluated the SHRuB tool using 100
combinations of traditional and complex predicates over CANVAS. In 32% of cases, the
SHRuB strategy generated a significantly better query-execution plan. In the remaining
cases, the canonical query-plan was already the local-minimum or the alternative query-
plans did not present significant improvement. The required time to generated a few com-
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binations of alternative parse-trees was always insignificant, in the order of the computer’s
time meter resolution. SHRuB allows the evaluation of theoretical query-plans. To do so,
the user does not need to connect to SIREN (performed by unchecking the check box in
the main interface (Figure 2 (8)). In this scenario, the optimizer heuristic is not able to
generate an optimized query-plan, once the statistics are unknown. The parse-tree is now
constructed considering user supplied attribute statistics, so it is necessary to manually
inform each node cost. In this context SHRuB becomes as a potential pedagogical tool
for databases studies, considering that either extended-SQL or traditional expressions can
be represented in the materialized parse-tree.
5. Conclusions and Future Work
Providing full support for similarity-queries in RDBMS requires representation, rewriting
and cost estimation of the query-plan. Several prototypes such as SIREN, FMI-SiR and
POSTGRESQL-IE aims at providing support for query execution over complex data, but
no generic query optimization approach was available yet. In this paper, we propose
SHRuB, a new tool able to obtain a canonical query plan from extended-SQL expressions.
Additionally, SHRuB can be plugged into SIREN, allowing obtaining syntactic/semantic
query analyzes. By using properties of the extended-relational algebra, SHRuB employs
a three-rules heuristic to estimate a better query execution plan. SHRuB optimizes queries
involving traditional and complex predicates, offering a graphic and didactic support for
query-plan analysis. SIREN (and every existing similarity-enabled DBMS prototype, by
the way) currently does not execute similarity joins, so SHRuB performance gain tend to
be small (in the order of 10%). However, as similarity joins are exceedingly costly, this is
a resource required to enable them on real applications. Having SHRuB available, future
works include implementing similarity join operators in a similarity-enabled database
such as SIREN, and evaluating SHRuB performance on join processing.
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