One of the principles of Design by Contract is that contracts for software components must be written in a declarative way, using a formal, mathematically founded notation. When we apply the Design by Contract methodology in a naive and straightforward way, we risk ending up with unwanted duplication. In this paper, we describe a methodology for writing class contracts that avoids specification duplication and that gives rise to uniform class specifications with a clear and fixed structure. Abstract. One of the principles of Design by Contract is that contracts for software components must be written in a declarative way, using a formal, mathematically founded notation. When we apply the Design by Contract methodology in a naive and straightforward way, we risk ending up with unwanted duplication. In this paper, we describe a methodology for writing class contracts that avoids specification duplication and that gives rise to uniform class specifications with a clear and fixed structure.
Introduction
The concept of Design by Contract (DBC) was introduced by Bertrand Meyer [14] as a way to increase the reliability of object-oriented programs. The basic idea behind DBC is that there is a contract between the supplier and the client of a class, specifying rights and obligations for both parties. The basic ingredients of this contract are preconditions, postconditions and invariants. Preconditions of a method specify conditions that must be fulfilled each time a client invokes the method. They are obligations for the client and benefits for the supplier. Postconditions of a method define the conditions that must be satisfied upon returning from each invocation. They must only be satisfied if the method has been called under conditions satisfying its preconditions. Postconditions are obligations for the supplier and benefits for the client. Invariants are assertions that must be satisfied at all stable times, i.e. after the creation of an object, and before and after each invocation of a public method. Among the major benefits of DBC, we mention improved reliability, clearer and consistent documentation, extended opportunities for reuse and better support for debugging.
One of the principles of DBC is that contracts for software components must be written in a declarative way, using a formal, mathematically founded notation. When we apply the DBC methodology in a naive and straightforward way, we risk ending up with unwanted duplication. In particular, specifications of constraints imposed on the state of objects tend to get spread all over the definition of a class. This duplication has a negative impact on the adaptability of software and it will sooner or later result in an inconsistent class definition. This problem statement is discussed in more detail in Sect. 2, and illustrated with a typical example.
In this paper, we describe a methodology for writing class contracts. Our methodology avoids specification duplication and gives rise to uniform class specifications with a clear and fixed structure. We describe our methodology using the Java programming language, but it is also applicable to other object-oriented languages.
The remainder of this article is structured in the following way: in Sect. 2, the problem statement is illustrated with an example. Sects. 3, 4 and 5 present the methodology in detail. Sects. 6 and 7 describe how invariants and set methods are defined in our methodology. Sect. 8 discusses the main advantages and disadvantages of the methodology. Finally, Sect. 9 describes related work and Sect. 10 contains a short conclusion and summarises future work.
Problem Statement
When we apply the DBC methodology in a naive and straightforward way, we risk ending up with unwanted duplication. For example, consider the Java code in Fig. 1 , describing a class of bounded lists. In a bounded list, the number of list elements is bounded by the capacity of the list.
Despite its simplicity, the class of bounded lists already gives an example of unwanted specification duplication. Indeed, part of the class invariant is repeated in the precondition of the setCapacity method to ensure that, after application of the method, the bounded list still satisfies the class invariant. A similar duplication is needed in the specification of other methods and constructors that manipulate or initialise the capacity or the elements of a bounded list.
Duplicating constraints imposed on the characteristics of objects has a negative impact on software quality. Correctness is at stake, especially when a class contains several characteristics and when the class invariant imposes restrictions on the relation between these characteristics. In that case, there is a considerable risk of being incomplete, when writing the preconditions of a method: all invariants concerning the characteristic(s) involved in the method must be duplicated. In Fig. 1 , two preconditions are needed for the setCapacity method. The first precondition says that the given capacity must be positive. But also the second precondition is needed, imposing a condition on the relation between the given capacity and the current number of elements in the list: it says that the current number of list elements should not exceed the given capacity.
Duplication of constraints also hampers adaptability. Because of changing requirements, certain constraints will need to be changed over time. When the specification of a constraint is spread over invariants and preconditions, chances are high that the constraint will not be adjusted at all places, resulting in an inconsistent class definition. The number of elements of this list is smaller * than or equal to the given value . * | getElements (). size () <= capacity * @post
The capacity of this list is set to the given * value . * | getCapacity () == capacity */ public void setCapacity ( int capacity ) { this . capacity = capacity ; } ... } When we take inheritance into account, things get even more complicated. When the class invariant in Fig. 1 is strengthened in a subclass, the precondition of the setCapacity method must be strengthened accordingly. Since the Liskov substitution principle [13] expresses that preconditions can only be weakened, we are forced to use abstract preconditions [14] . Abstract preconditions will play an important role in our methodology.
Summarizing, a naive and straightforward application of the principles underlying DBC violates a basic principle of good software engineering: each fact must be worked out in one, and only one, place. Parnas [16] was one of the first to explicate this principle. In fact, this problem not only applies to the specification of a class, but also to its implementation. Indeed, the actual code for checking constraints imposed on the state of objects is much too often worked out at several points.
Basic Queries
In our methodology, a first important step in writing class contracts is choosing a set of basic queries. This way of working is also advocated in [15] and [19] . As in [14] and [15] , we separate commands from queries. Basic queries are a minimal set of queries chosen in such a way that the entire state of an object can be inspected using basic queries only. The basic queries represent the characteristics of the objects of a class. In Fig. 1 , there are two basic queries, indicated by the @basic-tag.
The basic queries of a class can be used as the basis of the contracts that specify the features of the class: the class invariants, the result of derived (i.e. nonbasic) queries, and the effect of commands and constructors can all be specified thoroughly in terms of the chosen basic queries. We also avoid the risk of writing circular assertions.
To describe the conditions imposed on the characteristics of the objects of a class, we introduce two new concepts: partial conditions (Sect. 4) and complete conditions (Sect. 5). Both are represented by Boolean queries. The concepts will be presented for a class X containing two basic queries getv 1 () and getv 2 () with return types V 1 and V 2 . These basic queries are declared in X, or inherited from supertypes. The schema used for a class with n basic queries is a straightforward generalisation of the schema for two basic queries.
Partial Conditions
To describe the conditions imposed on the characteristics of the objects of a class, we introduce two new concepts: partial conditions (Sect. 4) and complete conditions (Sect. 5). Both are represented by Boolean queries.
Short Description
A partial condition on a set of characteristics is a constraint involving all these characteristics. In Fig. 1 , the partial condition on the capacity of a bounded list expresses that the capacity should be positive. The partial condition on the capacity and the list elements expresses that the number of elements should not exceed the capacity of the list.
The developer of a class is responsible for providing the partial conditions of the class. For each non-empty subset of characteristics, a partial condition must be introduced.
General Schema
In our methodology, the following Boolean queries are introduced to encapsulate the partial conditions on the characteristics of class X. A partial condition can be deterministic or non-deterministic.
Example
The partial conditions for the Java class described in Fig. 1 are given below. /** * @return | elements != null */ public boolean p a r t i a l C o n d i t i o n E l e m e n t s ( List elements ){...} /** * @return | capacity > 0 */ public boolean p a r t i a l C o n d i t i o n C a p a c i t y ( int capacity ) {...} /** * @pre | p a r t i a l C o n d i t i o n E l e m e n t s ( elements ) * @pre | p a r t i a l C o n d i t i o n C a p a c i t y ( capacity ) * @return | elements . size () <= capacity */ public boolean p a r t i a l C o n d i t i o n E l e m e n t s C a p a c i t y ( List elements , int capacity ) {...}
Evaluating partialConditionElementsCapacity is only meaningful when the given list is effective. This is guaranteed by the first precondition.
Complete Conditions

Short Description
A complete condition on a set of characteristics is the conjunction of all partial conditions concerning at least one of those characteristics. Thus, a complete condition specifies all conditions that must be satisfied by a set of characteristics.
In Fig. 1 , the complete condition on the capacity expresses that the capacity must be positive and that the current number of list elements must be smaller than or equal to the capacity.
This definition allows complete conditions to be automatically generated from the partial conditions. So, the developer of a class only has to provide the partial conditions.
General Schema
In our methodology, the following Boolean queries are introduced to encapsulate the complete conditions on the characteristics of class X. Since all complete conditions have similar semantics, the complete conditions on proper subsets of characteristics are defined in terms of the complete condition on all characteristics.
The complete condition on all characteristics is given by the following Boolean query:
In the specification of the complete condition, we use Java's conditional and. In this way, we guarantee that a partial condition on a set of characteristics is only evaluated when all partial conditions on proper subsets of these characteristics are true (as prescribed by the preconditions of these partial conditions). The query is made non-deterministic to support overriding in subclasses (see below).
The complete conditions on proper subsets of characteristics are defined in terms of the complete condition on all characteristics completeConditionv 1 v 2 .
/** * @return | completeConditionv 1 v2 ( v1 , getv2 ()) */ public boolean completeConditionv 1 ( V1 v1 ) { ... } /** * @return | completeConditionv 1 v2 ( getv1 () , v2 ) */ public boolean completeConditionv 2 ( V2 v2 ) { ... } When a new characteristic is introduced in a subclass of X, represented by the basic query getv 3 , the three complete conditions shown above are redefined in terms of the complete condition completeConditionv 1 v 2 v 3 . It can be shown that these redefinitions satisfy the Liskov substitution principle [13] .
Example
The complete conditions for the Java class in Fig. 1 are given below. 
Invariant
Using the Boolean queries proposed by our methodology, the invariant of class X can be described as follows.
The invariant of class X is fixed: it is given by the complete condition on all characteristics, with the basic queries as actual arguments. This implicates that it is no longer necessary to write invariants explicitly. They can be omitted or generated by a tool from the partial conditions.
Set Methods
Using the Boolean queries representing the complete conditions, the set methods of a class X have a uniform structure. The precondition of a set method is given by the corresponding complete condition. In this way, it is no longer necessary to duplicate constraints in the preconditions of a set method. Further, no redefinition of the set methods is needed in a subclass, because the precondition of a set method is implicitly strengthened. So, set methods need to be defined only once, namely in the class where the corresponding characteristic is introduced. Finally, this methodology recognizes the need to initialize multiple variables at once, for example, in constructors.
Above, a contractual specification of the set methods is given, but the specification can just as easily be worked out in a defensive way using exceptions, or in a total way by incorporating the complete condition in the postcondition. Obviously, complete conditions can be used in a similar way to write the specification of constructors and more complex commands that initialise or manipulate the characteristics of a class.
Advantages and Disadvantages
In this section, we describe the main advantages and disadvantages of the methodology proposed in this paper. We start by examining the influence of our methodology on the quality factors described in [14] .
Our methodology has a positive impact on correctness, since it avoids duplication and helps in writing complete specifications.
Our methodology has a good influence on extendibility. First, when a condition on a certain characteristic or set of characteristics changes, only local changes are required. The reason is that this knowledge is not spread around over the whole class, but is concentrated in one single Boolean query, namely the corresponding partial condition. In general, these partial conditions are small and readable and therefore easy to adapt. Analogously, when certain conditions must be strengthened in a subclass, only local changes are required. The complete conditions are non-deterministic, thereby anticipating the strengthening of conditions in subclasses, or the introduction of new variables. These redefinitions satisfy the Liskov substitution principle. Second, the problem of duplication (as illustrated in Sect. 2) is solved. In this way, various consistency problems are avoided. When writing a class containing n characteristics, a developer must provide 2 n −1 partial conditions. In addition, 2 n − 1 complete conditions should be provided or automatically generated by a tool. This exponential number of methods considerably increases the size of a class, thereby requiring more memory, so efficiency is negatively influenced.
Using our methodology, we abstract away from the code level, as prescribed by MDA (Model Driven Architecture) [6] . From the partial conditions, provided by the developer of a class, a proper tool can generate the complete conditions, the basic queries, the set methods and the class invariants. Since the basic structure of the class is generated, the developer can pay more attention to the other parts of the class, which has a positive influence on productivity and on the general quality of the code.
Related Work
The ideas underlying DBC go back to the work of pioneers in computer science such as Dijkstra [3] and Hoare [7] . They already suggested documenting routines in terms of preconditions and postconditions. DBC, as we know it today, was developed by Bertrand Meyer as a part of Eiffel [14] . Eiffel is an object-oriented programming language that has built-in support for contracts. Another objectoriented language incorporating support for DBC is Sather [18] . Most objectoriented languages, including Java, C++ and C#, lack support for DBC though. Nevertheless, there is a growing interest in DBC and several tools have been developed that provide support for DBC in Java: Biscotti [2] , Contract Java [5] , Handshake [4] , iContract [10] , Jass [8] , Jcontract [9] , jContractor [11] . The Java Modeling Language (JML) [12] is a behavioural interface specification language that can be used to specify the behaviour of Java modules and that is supported by a wide range of tools. The Object Constraint Language (OCL) [20] is a formal language that can be used to specify invariants and operations for UML (Unified Modeling Language) models in a formal way.
One of the principles of DBC is that contracts for software components must be written in a declarative way, using a formal, mathematically founded notation. All the systems described above use Boolean assertions to write class contracts. JML follows a model-based specification approach, while Eiffel, OCL and the tools listed above write specifications in terms of variables and queries directly applicable to the documented software component.
The methodology proposed in this paper prescribes that class contracts must be written in terms of basic queries. This way of working is advocated and described in more detail in [15] and [19] . It is also supported by JML, C# and Enterprise JavaBeans (EJB). In JML [12] , model fields can be used to describe the conceptual model of a class. In C# [1] , the characteristics of a class can be made available using properties. In Enterprise JavaBeans [17] , two different kinds of components are distinguished: entity beans and session beans. The characteristics of a class are separated in entity beans; these beans represent data. Session beans, on the other hand, model application logic.
Conclusion
In this paper, we described a methodology for writing class contracts. Our methodology avoids specification duplication and gives rise to uniform class specifications with a clear and fixed structure. Using our methodology, the basic structure of a class can be generated automatically by a tool, allowing the developer to pay more attention to the other parts of the class, which has a positive influence on productivity and on the quality of the code.
Future work comprises the development of a tool that generates the basic structure of a class when the partial conditions are provided. The details of the generated specification and implementation will vary depending on whether the characteristics of the class are mutable or immutable, whether their type is a reference type or a primitive type, and whether we are programming in a contractual, defensive or total way. Further, a better naming convention needs to be found for the partial and complete conditions.
