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1. Inledning 
I dagens affärsvärld är det så gott som en nödvändighet för alla företag, oberoende av 
storlek, att ha en webbsida som fungerar som marknadsföringskanal och allmän 
informationskanal från företaget till nuvarande samt potentiellt nya kunder. 
Dock har inte alla företag den kunskap eller tillräckliga resurser för att anställa en person 
med rätt kunskap för att aktivt kunna hålla sina webbsidor uppdaterade. CMS (Content 
Management System) och specifikt WCM (Web Content Management) system gör det 
möjligt för användare utan tidigare erfarenhet inom området att redigera och hantera 
innehållet på webbsidor. 
Mitt examensarbete är ett utvecklingsprojekt med mål att skapa ett från grunden 
skräddarsytt enkelt, användarvänligt WCM-system för företaget Karis Kassa & PC F:ma. 
Systemet skall integreras och göra deras sidor dynamiska. 
På marknaden finns en mängd färdiga lösningar för att skapa sidor fullständigt baserade på 
ett WCM-system, men genom att använda ett skräddarsytt paket tror jag att man får ett 
enklare och smidigare system som tillfredsställer och passar företaget utan att bli onödigt 
resurskrävande eller komplicerat. 
Motivationen till arbetet härstammar från mitt personliga intresse att använda PHP och 
MySQL för ett sådant här projekt och från min vilja att göra ett praktiskt betonat arbete 
som mitt examensarbete. Jag tror att på detta sätt kan jag tydligast visa mina kunskaper 
inom området samt på bästa sätt också lära mig mera under processen.  
Arbetet består av två delar, i början presenteras teorin bakom de programmeringsspråk jag 
använder och i den andra delen berättar jag med hjälp av beskrivningar, kodexempel och 
illustrativa skärmbilder om hur systemet ser ut och fungerar från både kodnivån samt 
slutanvändarens perspektiv. 
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1.1. Bakgrund 
1.1.1. Uppdragsgivare 
Uppdragsgivaren till detta arbete är Kenneth Wikgren som är ansvarig företagare på Karis 
Kassa & PC F:ma. När jag presenterade idén för honom var han genast positivt inställd och 
intresserad av arbetet, eftersom behovet av ett sådant system var aktuellt. 
 
1.1.2. Om företaget 
Karis Kassa & PC är ett litet företag som grundades 2004 och som finns på Bäljars 
industriområde i Karis. I början saluförde man främst kassamaskiner. 2008 började man i 
huvudsak saluföra betalterminaler till återförsäljare och slutkunder.  
Företagets affärsidé har ändrat riktning från det ursprungliga; år 2004 då företaget 
grundades verkade det främst som återförsäljare till Oy WiKe Ab och saluförde de 
kassamaskiner som Oy WiKe Ab importerar från Tyskland. 2008 ändrade Karis Kassa & 
PC sin riktning till att ha betalterminaler (bank och kreditkorts – apparater) som sin 
huvudsyssla. Karis Kassa & PC har nu återförsäljare runt om i Finland som saluför 
betalterminaler av olika modeller. Karis Kassa & PC samarbetar i sin tur med Rahaxi Oy 
som importerar de olika modellerna av betalterminaler. Konceptet bakom den nya typen av 
betalterminaler är att fungera i realtid och förbättra säkerheten i betalkortstrafiken. 
Produkterna har också visat sig vara hållbara, vilket givetvis är en fördel för företaget. 
Karis Kassa & PC strävar efter att snabbt ge service till kunderna. 
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1.1.3. Bakgrund om uppdraget 
Ungefär ett år innan jag började med detta examensarbete i november 2009, började jag 
skapa de nuvarande webbsidor som Karis Kassa & PC F:ma använder sig av, meningen 
med dessa var att skapa sidor som var lite mer utfyllda än de tidigare, som bara bestod av 
en sida med logo samt kontaktuppgifter. Sidorna jag skapade var enkla men omöjliga att 
upprätthålla utan kunskap i HTML och FTP, därför anlitades jag i fortsättningen att göra 
ändringar och uppdateringar på sidorna. 
Redan i detta skede kom idén om att skapa ett system med vars hjälp de själva skulle 
kunna uppdatera webbsidorna, men jag hade ont om tid att arbeta med sådant privat på 
sidan om arbetet och skolan. Men när tiden var inne för mig att börja fundera på 
examensarbetet var det här ett naturligt projekt att ta itu med. 
 
1.2. Definitioner 
I detta kapitel berättas det kort om de olika programmeringsspråk och koncept jag har 
använt. I kapitel 2. Teori berättar jag mera ingående om dem och deras historia.  
 
1.2.1. PHP 
PHP (PHP: Hypertext Preprocessor) är ett skriptspråk som exekveras på webbservern 
istället för att exekveras på användarens maskin. Detta betyder att all data som behandlas 
exekveras innan det visas för användaren så all output som görs av PHP blir slutligen 
HTML-kod, därför är PHP-koden osynlig för användaren och användarens webbläsare och 
läses endast av webbservern. (Ullman 2002, s. x)  
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1.2.2. SQL och MySQL 
SQL (Structured Query Language) är ett standardiserat språk för att hämta, modifiera och 
spara data i en databas, SQL används i det flesta större databaser däribland MySQL. 
(Ullman 2002, s. 184) MySQL är världens mest populära databashanterare baserad på 
öppen källkod och används väldigt ofta i kombination med PHP och andra skriptspråk på 
webbservers. (What is MySQL?, 2010) 
 
1.2.3. JavaScript 
JavaScript är som namnet antyder ett skriptspråk som till en vis del delar struktur och 
syntax med programmeringsspråket Java men som till skillnad till PHP inte exekveras på 
servern utan på användarens maskin. Med hjälp av JavaScript kan man göra webbsidor 
mycket mer dynamiska och interaktiva, som exempel kan man ha webbsidor att reagera på 
musklick eller generera felmeddelanden. (Hagberg & Hellström 2002, s. 403) 
 
1.2.4. Web Content Management system (WCM) 
WCM-system är webbapplikationer presenterade i HTML och mycket ofta gjorda i 
kombination med PHP, SQL-databas samt JavaScript. De skapas för att personer skall 
kunna skapa, redigera och radera innehåll på webbsidor utan erfarenhet av HTML, PHP 
eller databaser. Texten och/eller innehållet som skall redigeras eller skapas presenteras 
istället i en ’What You See Is What You Get’-editor (WYSIWYG-editor) som de kan 
arbeta med. 
 
1.3. Avgränsningar 
1.3.1. Krav 
Krav på mitt WCM-system är följande; alla sidors innehåll på de två språk som webbsidan 
finns översatt till skall kunna redigeras, nya produkter skall kunna läggas till, gamla 
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produkter skall kunna tas bort, existerande produkter skall kunna redigeras, produktbilder 
skall kunna modifieras och laddas upp. 
 
1.3.2. Restriktioner 
Den enda restriktionen som ställdes var att allt skulle kunna implementeras på företagets 
nuvarande webbserver. Detta krävde att ett avtal på en MySQL-databas lades till i deras 
existerande kontrakt med deras serverleverantör. 
 
1.4. Problem 
1.4.1. Användarvänlighet 
När vi talar om användarvänlighet syftar jag inte så mycket på att de administrationssidor 
som skapas ser bra ut, utan på att sidorna skall kunna användas utav användare som inte 
har erfarenhet att arbeta med varken webbprogrammering eller WCM-system. Min 
utmaning blir inte bara att skapa ett WCM-system från grunden, utan att också skapa ett 
system som känns tryggt att använda och som i sig självt är så logiskt uppbyggt från 
användarens synvinkel att chansen för att göra någonting fel är minimal. 
 
1.4.2. Säkerhet 
Eftersom webbsidan är en av företagets viktigaste kanaler till sina kunder är det extremt 
viktigt att ingen obehörig får tillgång till de redigeringsmöjligheter som byggs eller får 
åtgång till att förstöra eller redigera data i databasen. Därför är det också en utmaning att 
implementera säkerhetsåtgärder både med hjälp av användarnamn och lösenord samt 
genom att förhindra åtkomst till databasen med hjälp av SQL-injektions- skydd. 
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2. Teori 
I detta kapitel berättas mer ingående om det olika programmeringsspråk och koncept som 
används. 
 
2.1. PHP 
PHP (som ursprungligen var PHP/FI och stod för Personal Home Page tools / Forms 
Interpreter) skapades av Rasmus Lerdorf 1995 och började som ett enkelt verktyg vars 
uppgift var att logga besökare på Lerdorfs CV. Lerdorf skapade PHP endast för sina egna 
ändamål, men efter som tiden gick och han lade till mer och mer funktioner, så som 
databaskontakter, och slutligen släppte det som öppen källkod så tog PHP fart och började 
användas och vidareutvecklas av andra webbutvecklare. 
PHP/FI 2.0 kom ut i slutet av 1997 efter en lång rad betaversioner och hade vid det laget en 
följeskara av tusentals användare och tiotusentals ”domain” som använde sig av PHP. 
Redan året därpå, 1998, släpptes PHP 3.0 som var en fullständig omskrivning av hela 
systemet, i denna version kan man känna igen syntaxen från moderna PHP. På höjden av 
sin popularitet hade PHP 3.0 tiotusentals användare samt hundratusentals webbsidor som 
använde sig av denna. 2000 släpptes den slutliga versionen av PHP 4.0 som förbättrade 
PHP 3.0:s kärna med prestandaförbättringar samt bättre kompabilitet med tredjeparts 
databaser och moduler. Den nuvarande versionen, PHP 5.0 bygger starkt på PHP 4.0 med 
ett stort antal förbättringar och funktionalitet, nuvarande användare/webbutvecklare 
uppskattas vara hundratusentals samt 20 % av Internets webbsidor, det vill säga flere 
miljoner webbsidor, som körs med PHP. (History of PHP, 2010) 
PHP kan användas på många olika sätt, inte bara på webbsidor utan också för bland annat 
skrivbordsapplikationer om man så vill. Dock är det absolut vanligaste sättet att använda 
PHP att skriva det in i existerande HTML-dokument för att utöka deras funktion. Som 
tidigare skrevs är PHP ett skriptspråk som exekveras på webbservern istället för att 
exekveras på användarens maskin. Detta betyder att all PHP-kod som exekveras, behandlas 
innan HTML-koden läses och visas för användaren, därför är PHP-koden osynlig för 
användaren och användarens webbläsare och läses endast att webbservern. Detta betyder 
att också känslig information kan sparas i PHP-kod utan att riskera att någon kan läsa den 
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<html> 
 <head> 
  <title>PHP Test</title> 
<?php $text_hello = ”Hello World!”; ?>  
 </head> 
 <body> 
 <?php echo $text_hello; ?>  
 </body> 
 
<html> 
 <head> 
  <title>PHP Test</title>  
 </head> 
 <body> 
 Hello World!  
 </body> 
 
utan att ha tillgång till filerna direkt på webbservern. PHP är ett mycket kraftfullt språk 
men är trots det mycket enkelt att lära sig. Om man inte är bekant med PHP och vill lära 
sig så är en bra utgångspunkt att besöka PHP officiella manual på nätet på adressen 
http://fi2.php.net/manual/ där man kan lära sig mera och se på exempel på hur man kan 
installera och använda PHP. (What is PHP?, 2010) 
Ett mycket enkelt exempel 
Kod 1. PHP exempel. 
Vad som försiggår här är att vi sparar texten ’Hello World!’ inne i en variabel som vi sedan 
skriver ut senare i HTML-koden med hjälp av ’echo’. Webbläsaren ser aldrig PHP-koden 
utan får detta som svar av webbserver: 
Kod 2. PHP exempel B resultat. 
2.2. SQL och MySQL 
SQL är ett standardiserat språk för att hämta och modifiera data i en databas, SQL 
utvecklades av Donald Chamberlin och Raymond Boyce på IBM under 70-talet för att 
användas för att hämta, manipulera och spara data med ett relations 
databashanteringssystem som IBM utvecklade samtidigt. Dels för att relationsdatabaser 
blev mycket populära och för att SQL slog igenom så starkt så har sedan dess så gott som 
alla relationsdatabaser använt sig av SQL för databashantering och gjort kombinationen 
relationsdatabas + SQL till en av det mest dominerande databaslösningar.  
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select * from Members  
where  
Members.Name = ’Per’; 
En orsak till att det blev så populärt var att det byggdes för att likna det Engelska språket så 
mycket som möjligt och är därför lätt att lära sig. Som ett praktiskt exempel kan vi säga att 
vi vill få information om Per från ett medlemsregister, skulle vi kunna skriva: 
Kod 3. SQL exempel. 
Förklarat står det att; välj all (*) den information från tabellen ’Members’ där värdet i  
kolumnen ’Name’ är lika med Per. En mera invecklad förfrågning skulle kunna vara där 
alla medlemmars telefonnummer vars namn börjar på S hämtas. (SQL, Relational database, 
Wikipedia 2010) 
MySQL är i detta sammanhang den databashanterare som jag har använt mig av i detta 
projekt och som namnet antyder använder den sig av frågespråket SQL. MySQL är 
världens mest använda databashanterare baserad på öppen källkod och används väldigt ofta 
i kombination med PHP och andra skriptspråk för att skapa en webbplatshelhet. MySQL 
utvecklades av den finlandssvenske Michael Widenius och svenske David Axmark och 
släpptes 1996 som öppen källkod. 
 
2.3. JavaScript 
JavaScript är som PHP ett skriptspråk (som trots sitt namn inte har någon relation med 
programmeringsspråket Java). Men till skillnad från PHP exekveras koden inte på serven 
utan i användarens webbläsare. I diverse webbläsare finns så kallade JavaScript-motorer. 
En version av JavaScript som exekveras på webbservern finns också men används väldigt 
lite på grund av PHPs popularitet. JavaScript utvecklades för Netscape webbläsaren av 
Brendan Eich på dåtida Netscape Communications Corporation och genom Netscape 
dåtida popularitet fick de andra den tidens stora webbläsare stöd för JavaScript och idag 
återfinns stöd för JavaScript i alla moderna webbläsare. JavaScript utvecklas 
fortsättningsvis av Mozilla Foundation, känd för Mozilla Firefox webbläsaren, där också 
Brendan Eich arbetar sedan 2005. 
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<script type="text/javascript"> 
var age = prompt ("Hur gammal är du?") 
alert("Din ålder är "+age) 
</script> 
 
 
JavaScript har en stor mängd olika användningsmöjligheter men används primärt för dessa 
tre funktioner: 
- Pop-up fönster eller lådor 
- Validering av data som skickas in av användare i formulär (t.ex. kolla att e-post 
adresser är rätt formulerade) 
- ”mouse-over” effekter 
- Ajax (ett nytt sätt att använda gamla tekniker för att skapa nya sorters dynamiska 
sidor) 
Till skillnad från vad namnet skulle kunna antyda liknar JavaScript-syntaxer mera C-kod 
än Java.  
Nedan är exempel på lite JavaScript-kod, denna kod skulle först visa en dialogruta där det 
frågas av användaren ”Hur gammal är du?” med möjligheten att skriva in ett svar och 
klicka OK eller Cancel. Om användaren skriver in exempelvis ”21” och väljer OK stängs 
rutan för att ersättas med en annan ruta som säger  
Kod 4. JavaScript exempel. 
Bild 1. JavaScript-exempel. 
10 
 
 
3. WCM Systemet 
Grunden till WCM-systemet är som tidigare nämnts det existerande webbsidor som jag 
skapade 2009, detta betyder i praktiken att sidornas utseende inte har ändrat från en vanlig 
besökares synvinkel. All funktionalitet som har tillförts under detta utvecklingsprojekt syns 
endast när man loggar in sig som en administratör. 
Det som har tillförts kan sammanfattas som följande 
Funktionalitet för att: 
- Logga in 
- Logga ut 
- Byta lösenord 
- Skapa nya produkter 
- Radera existerande produkter 
- Editera innehållet på: 
o Existerande sidor 
o Existerande produkter 
Allt detta genom en WYSIWYG-editor för att underlätta redigeringen för personer utan 
HTML-kunskap.  
Nedan ser ni en illustration förverkligad i CmapTools över mitt Web Content 
Management-system. 
Bild 2. Systemkarta. 
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3.1 Databas-strukturen 
Databasen består av följande totalt 14 tabeller: 
Tabell 1. Alla tabeller i databasen. 
 
Bland dessa finns tre olika typers tabeller; login, products samt alla andra som bildar den 
tredje. 
 
3.1.1 Login-tabellen 
Login-tabellens struktur samt innehållsexempel ser ut som följande: 
Tabell 2. Logintabellens struktur och innehåll. 
 
 
Som vi kan se består tabellen helt enkelt av två fält, ett för användarnamnet (username) 
samt lösenordet (password). Lösenordet sparas via PHP-kod (se kapitel 3.2) som SHA1-
hash och i exemplet ovan har ordet ”password” haschats till SHA1. Längden på 
lösenordsfältet, max 40 tecken, är för att en SHA1-hash alltid blir 40 tecken oberoende av 
hur långt lösenord som haschas. 
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3.1.2 Products-tabellen 
’Products’-tabellens struktur ser ut som följande: 
Tabell 3a. Products-tabellens struktur. 
 
’id’-fältet är en automatiskt ökande siffra, varje ny produkt som läggs till i systemet får 
alltid en ny förut oanvänd siffra som ’id’. Detta har stor betydelse i det här, och många 
andra system, eftersom flere funktioner och koder är beroende av att kunna identifiera 
vilken produkt som användaren vill manipulera.  
I fälten ’name_fi’ och ’name_sv’ sparar produktens namn på finska respektive svenska. 
Fälten ’left/right_fi/_sv’ sparas produktbeskrivningen för produkterna, left eller right 
indikerar på vilken sida av webbsidan texten kommer, högra eller vänstra, i HTML-kod. 
Det sista fältet ’category’ sparar information om vilken kategori produkten hör till, detta 
för att den skall kunna placeras under rätt rubrik på produktsidan. 
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’Products’-tabellens innehåll ser exempelvis ut som följande: 
Tabell 3b. Products-tabellens innehåll. 
 
 
 
3.1.3 Tabellerna för webbsidor 
De resterande tabellerna har alla de diverse sidornas innehåll i sig, dessa är också 
namngivna efter de olika sidorna (utan .php-ändelsen) för att skapa ett logiskt 
sammanhang. Tabellen för den finska index.php-sidans struktur samt innehålls ser ut 
exempelvis som följande: 
Tabell 4. Tabellen för index_fi.php sidans struktur och innehåll. 
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1. include("functions.php"); 
2. anslut(); 
3.2 Inloggning (login.php före inloggning) 
Inloggningen sker så att användaren navigerar till login.php och om hon inte är från förut 
inloggad presenteras hon med följande inloggningsformulär. 
 
Bild 3. Inloggningsformuläret. 
I Kod 5 kan vi se att inloggningsformuläret skrivs ut endast om sessionsvariabeln 
’logged_in’ är lika med falsk och att när formuläret skickas kallar det på sig själv. 
session_start(); startar sessionshanteraren så att sessionerna kan sparas och kollas. 
Kod 5. koden för inloggningsformuläret. 
 
I nästa steg har vi kallat på login.php och skickat de data som vi behöver för att göra vår 
inloggning. Denna kod kollar om rätt användarnamn samt lösenord som skickats stämmer. 
Det första som görs är det vi ser i Kod 6., functions.php inkluderas för där finns bland 
annat koden för anslut(); funktionen som med hjälp vi ansluter till databasen. 
Kod 6. koden för att välja databas. 
1.  session_start(); 
2.   
3.  if($_SESSION['logged_in'] == 0) { 
4.  echo  
5.  "<form id=\"login\" name=\"login\" method=\"post\" action=\"login.php\"> 
6.  Användarnamn:<br /> <input type=\"text\" name=\"username\" id=\"username\" /> <br 
7.  /> 
8. Lösenord:<br /> <input type=\"password\" name=\"password\" id=\"password\" /><br /> 
9. <input name=\"login\" type=\"submit\" value=\"Login\" /> 
10.</form> "; 
11.} 
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1. $query="SELECT `username`, `password` FROM `login`"; 
1. function anslut()  
2. { 
3. $host = '211.166.211.36:3306'; 
4. $database = 'kassajapcdb'; 
6. $user = 'username'; 
7. $pass = 'password'; 
8. $conn = @ mysql_connect ("$host", $user, $pass) 
9. or die ("Kunde inte ansluta till MySQL-databasen på '$host' som användare '$user'."); 
10. mysql_select_db("$database", $conn) or die("Kunde inte välja databas.".mysql_error()); 
11. } 
Koden för anslut();-funktionen ser ut som nedan, dock har jag av säkerhetsskäl bytt ut 
värdena i de variabler som används, funktionen kallas på varje sida eftersom varje sida i 
mitt system använder sig av databasen på ett eller annat sätt. 
Kod 7. Anslut-functionen. 
Nästa steg är att hämta de existerande uppgifterna från databasen, detta görs med att sätta 
upp en $query-variabel som innehåller SQL-kommandot som skickas till MySQL-
databasen. I klarspråk står det att den skall välja fältet ’username’ och ’password’ från 
tabellen ’login’. 
Kod 8. SQL-kommandot. 
Efter detta används $query-variabeln för att skicka förfrågan till databasen samt spara 
resultat som fås, detta görs med PHP-funktionen mysql_query(); som sparar resultatet av 
förfrågningen i variabeln $result. 
Om Resultatet av SQL-kommandot blev en eller flere ”rader” så skall innehållet i fältet 
från tabellen i fråga vid namn ’username’ sparas som en variabel vid namn $username_db 
samt fältet ’password’ sparas i $password_db. Om mot förmodan inget resultat fås, skrivs 
’No Records Found’ ut på sidan, detta främst för debugging vid utvecklingen eftersom 
koden alltid skall resultera i dessa två rader i vanliga fall. 
Om tabellen login skulle se ut som i Databas 2 i kapitel 3.1.1 så skulle vi få detta som 
resultat efter att Kod 8 exekverats: 
$username_db = test_usr 
$password_db = 5baa61e4c9b93f3f0682250b6cf8331b7ee68fd8 
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1. $result = mysql_query($query) or die('Queryproblem: ' . mysql_error() . '<br />Executed 
2. query: ' . $query); 
3. if (mysql_num_rows($result) >= '1'){ 
4. while ($row = mysql_fetch_assoc($result)){ 
5. $username_db = $row['username']; 
6. $password_db = $row['password']; 
7. } 
8. }else{ 
9. echo 'No records found.'; } 
1. $username_post = mysql_real_escape_string ($_REQUEST['username']); 
2. $password_post = mysql_real_escape_string ($_REQUEST['password']); 
3. 
4. if($username_db == $username_post && $password_db == SHA1($password_post) ){ 
5.  
6. $_SESSION['logged_in'] = 1; 
7. } 
 
Kod 9. SQL-resultatet hämtas och sparas. 
Det sista steget är att jämföra användarnamnet och lösenordet som hämtas från databasen 
med det som skickats av användaren via formuläret. I raderna 1-2 sparas användarnamnet i 
$username_post och lösenordet i $password_post. $_REQUEST variablerna har sparats 
automatiskt när formuläret skickades, deras namn; ’username’ respektive ’password’ har 
skapats enligt de id som formulärfälten hade, se Kod 5 (t.ex. id="username"). 
mysql_real_escape_string är ett sätt att undvika att någon obehörig person skriver in PHP, 
SQL eller potentiellt någon annan kod i ett försök att få servern att exekveras koden. 
Exempel skulle t.ex. vara att någon sätter användarnamnet till DROP TABLE LOGIN; 
som potentiellt skulle radera hela login-tabellen från databasen och förstöra systemet. 
If-satsen jämför följande på rad 4; om $username_db matchar $username_post samt om 
$password_db matchar en SHA1-haschad $password_post så ändras på rad 6 
sessionsvariabeln ’logged_in’ till 1 den blir alltså med andra ord sann. && betyder att båda 
påståendena måste vara sanna för att If-satsen skall vara sann. 
Kod 10. SQL resultatet hämtas och sparas. 
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1. echo "<p><a href=login.php?logout=1 \"target=\"_parent\">Logga ut</a></p>"; 
3.3 Inloggning (login.php efter inloggning) 
Nu när sessionsvariabeln ’logged_in’ är sann så ser samma login.php-sida ut på följande 
sätt:  
 
Bild 4. login.php efter lyckad inloggning. 
 
Efter lyckad inloggning öppnas flere alternativ som kan göras, allt visas nu med samma 
teknik som i Kod 5 förutom att If-satsen kollar om värdet är sant. Huvudsidan och 
skapandet av en ny produkt tas upp i ett senare kapitel medan här förklaras hur 
utloggningen och lösenordsbytet fungerar.  
Som vi kan se i koden nedan är första delen av utloggningen inte mer speciell än en länk 
till login.php med en extra variabel tillsatt, nämligen ?logout=1. 
Kod 11. Utloggningsvariabeln sätts.  
Variabler som skapas genom länkar med länk.php?variabellnamn=värde är $_GET 
variabler och kan användas för att föra information till en sida från en annan eller i det här 
fallet för att indikera att någonting har gjorts. I nedanstående Kod 12 så ser vi hur den 
används just här. 
18 
 
 
1. if($_GET['logout'] == 1){ 
2.  
3.  session_destroy();  
4.  die("<meta http-equiv=\"refresh\" content=\"0;url=index.php\">"); 
5. } 
1. echo "<p><b>Byt lösenord:</b><br /></p>"; 
2. echo " 
3. <form id=\"change_psw\" name=\"change_psw\" method=\"post\" action=\"change_psw.php\"> 
4. Nuvarande lösenord:<br /> <input type=\"password\" name=\"old_psw\" id=\"old_psw\" /> <br /> 
5. Nytt lösenord:<br /> <input type=\"password\" name=\"new_psw_1\" id=\"new_psw_1\" /><br /> 
6. Bekräfta nytt lösenord:<br /> <input type=\"password\" name=\"new_psw_2\" id=\"new_psw_2\" /><br /> 
7. <input name=\"login\" type=\"submit\" value=\"Skicka\" /> 
8. </form> 
9. "; 
Varje gång sidan laddas kollar If-satsen om variabeln $_GET[’logout’] är lika med 1. Om 
detta är fallet förstörs alla variabler och deras värden genom den inbyggda PHP-funktionen 
session_destroy(); och då viktigast för oss i detta fall också variabeln 
$_SESSION['logged_in'] som skapades vid en lyckad inloggning. Efter detta omdirigerar 
webbläsaren till indexsidan av webbplatsen och utloggningsprocessen är slutförd. 
Kod 12. Utloggningsvariabeln används och förstör alla sessioner. 
Nedan kan vi se hur formuläret för lösenordsbyte är uppbyggt, grunden är samma i Kod 5. 
Dock är skillnaden att formuläret kallar på en annan sida istället för login.php, nämligen 
change_psw.php. Notera också namnen på fälten; old_psw för det nuvarande lösenordet 
och new_psw_1 och new_psw_2 för att spara och bekräfta det nya lösenordet. 
Kod 13. Formuläret för att byta lösenord. 
3.3.1 Byta lösenord (change_psw.php) 
I change_psw.php möts vi med de bekanta session_start();, functions.php-inkluderingen 
och databasanslutningen anslut(); från Kod 6, samt nedanstående kod som vi på basen av 
föregående exempel kan lista ut att dirigerar till framsidan om man inte är inloggad. Jag 
använder denna kod på alla sidor som bara inloggade användare skall ha åtkomst till 
(förutom login.php av naturliga skäl). 
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1. if($_SESSION['logged_in'] != 1){ 
2. die("<meta http-equiv=\"refresh\" content=\"0;url=index.php\">"); 
3. } 
1. $query="SELECT `username`, `password` FROM `login`"; 
2.  
3. $result = mysql_query($query) or die('Queryproblem: ' . mysql_error() . '<br />Executed 
4. query: ' . $query); 
5. if (mysql_num_rows($result) >= '1'){ 
6. while ($row = mysql_fetch_assoc($result)){ 
7. $psw_db = $row['password']; 
8. } 
9. }else{ 
10. echo 'No records found.'; 
11. } 
1. $old_psw = mysql_real_escape_string(SHA1($_REQUEST['old_psw'])); 
2. $new_psw_1 = mysql_real_escape_string($_REQUEST['new_psw_1']); 
3. $new_psw_2 = mysql_real_escape_string($_REQUEST['new_psw_2']); 
Kod 14. Inloggningskontroll. 
Det som sker i denna sida är för det första samma sak som vid inloggningen, det nuvarande 
lösenordet hämtas och sparas i en variabel som här är $psw_db. 
Kod 15. Nuvarande lösenordet hämtas. 
 
Steget därpå hämtas de värden som skickades av formuläret för lösenordsbyte och sparas i 
vanliga PHP-variabler och det nuvarande lösenordet haschas till SHA1 innan det sparas i 
variablen $old_psw. 
Kod 16. Variabler sparas. 
Sista steget är en relativt lång If-sats som vi här bryter ner i flere delar. Själva jämförandet 
som bestämmer om If-satsen är sann eller falsk är följande: 
empty();-funktionen kollar om de variabler som där anges är tomma, när ett utropstecken 
finns före funktionen betyder det i klarspråk att om variabeln INTE är tom så går det 
igenom, detta för att man inte skall kunna ha ett tomt lösenord. Vidare måste det nuvarande 
lösenordet som användaren skickat via formuläret självklart stämma överens med det som 
har hämtas från databasen, detta jämförs med $psw_db == $psw_old. Till sist måste också 
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1. if(!empty($new_psw_1) && !empty($new_psw_2) && $psw_db == $old_psw && $new_psw_1 == $new_psw_2) 
1. $query = sprintf("UPDATE `login` SET `password` = '%s'", 
2. SHA1($new_psw_2)); 
3.  
4. mysql_query($query) or die('Queryproblem: ' . mysql_error() . '<br />Executed query: ' . $query); 
1. die("<meta http-equiv=\"refresh\" content=\"0;url=login.php?password_change=win\">"); 
2. }else die("<meta http-equiv=\"refresh\" content=\"0;url=login.php?password_change=fail\">"); 
1. if($_GET['password_change'] == "win"){  
2.  echo "<p><b>Lösenords byte lyckades!</b></p>"; 
3. 
4. }else if($_GET['password_change'] == "fail"){ 
5.  echo "<p><b>Lösenords byte misslyckades!<br /></b></p>"; 
det nya lösenordet ha skrivits likadant i båda fälten för att undvika att användaren skriver 
fel lösenord av misstag, detta kollas genom att jämföra $new_psw_1 och $new_psw_2. 
Kod 17. If-statsen, kontrolldelen. 
Om If-satsen är sann exekveras koden nedan. Som förut definieras en $query-variabel för 
att skickas till databasen, dock i detta fall användes PHP-funktionen sprintf(); för att få en 
variabel in i variabeln. Enkelt förklarat byts %s mot en SHA1-hashad $new_psw_2 
variabel så att SQL-kommandot som skickas iväg ser ut som följande: ” UPDATE `login` 
SET `password` = '5baa61e4c9b93f... ' ” 
Kod 18. If-statsen, koden som utförs del 1. 
Sista delen dirigerar till login.php?password_change=win, om If-satsen däremot blev falsk 
exekveras else, och dirigerar till login.php?password_change=fail 
Kod 19. If-statsen, koden som utförs del 2. 
För att se vad $_REQUEST variabeln som skapades i slutet av föregående kod gör så går 
vi tillbaka till login.php. Här kan vi se att om koden går igenom så skrivs det ut som ett 
meddelande åt användaren att lösenordsbyte lyckades, om däremot If-satsen inte gick 
igenom skriver koden ut att det misslyckades. Se exempel på nästa sida, Bild 5. 
Kod 20. If-statsen, koden som utförs del 3. 
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Bild 5. Lyckat och misslyckat lösenordsbyte. 
 
3.4 Frontend 
3.4.1 Index och andra sidor 
Sidorna med information för besökare är relativt enkla, de består av en eller två HTML 
<div> taggar där texten placeras. I den tidigare icke dynamiska versionen av dessa sidor 
fanns all information direkt i HTML-dokumenten, första steget i min arbetsprocess var att 
föra över all information till databasen, nästa steg var att få ut informationen. 
  
Bild 6a. Sida med två stycken <div> tagar. 
 
 
Bild 6b. Sida med en <div> tag. 
Dessa <div> taggar är namngivna enligt deras position på sidan, ”left” och ”right”, om vi 
ser tillbaka till kapitel 3.1.3 och ser på bilden Databas 4 så återfinner vi ”left” och ”right” 
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1. <<div> id="right"> 
2. <?php 
3. echo db_right('index_sv'); 
4. ?> 
5. </<div>> 
1. function db_right($source) 
2. { 
3. $query="SELECT `right` FROM `".$source."`";  
4. $result = mysql_query($query) or die('Queryproblem: ' . mysql_error() . '<br />Executed query: ' . 
$query); 
5. if (mysql_num_rows($result) >= '1'){ 
6. while ($row = mysql_fetch_assoc($result)){ 
7. return $row['right']; 
8. mysql_close(); 
9. } 
10.}else{ 
11.return 'No records found.'; 
12.} 
13.} 
som tabellnamn. Dessa tabeller har som innehåll den HTML-kod i sin helhet som förut 
fanns mellan <div> taggarna, på detta sätt är den slutliga HTML-koden som visas för 
användaren identisk med den som fanns före överförandet till databasen. 
Det som alltså sker är att vi med hjälp av PHP läser dessa left- och right-tabeller ifrån 
databasen och placerar dem in i respektive <div>-taggar, nedan kan vi se första delen av 
denna process. Som vi ser görs ingenting mer komplicerat i det här skedet än att vi skriver 
ut resultatet av funktionen db_right(); (för vänster <div> används db_left();). Som vi också 
ser anger vi också ett värde som funktionen skall använda, index_sv, hur detta värde 
används ser vi i Kod 21b. 
Kod 21a. Hämtning av HTML-kod del 1 
Funktionen vi anropar finns i functions.php som precis som i tidigare exempel inkluderas 
med include("../functions.php"); i början av sidan. Som vi ser är det en mycket liknande 
databasförfrågan som vi tidigare använt oss av, största skillnaden att värdet $source hämtas 
från där funktionen anropas, i detta fall index_sv som sätts in före FROM i SQL 
kommandot. En db_left();-function finns också och som namnet antyder hämtar den 
informationen från left-tabeller, på detta sätt hämtas rätt information från rätt plats och vi 
kan återanvända funktionerna på alla sidor genom att byta ut db_right('index_sv'); till 
exempelvis db_left(' ajankohtaista'); för att få ut informationen till den finska ”Aktuellt” 
sidan. 
Kod 21b. Hämtning av HTML-kod del 2 
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3.4.2 Produktsidor 
Produktsidorna fungerar lite annorlunda än de andra sidorna, eftersom produkterna här 
dynamiskt måste hämtas och skrivas ut beroende av hur många produkter som finns, samt 
placeras ut under rätt kategori. På bilden nedan ser vi hur den finska produktsidan ser ut: 
 
Bild 7. Finska produktsidan. 
Om vi går tillbaka till kapitel 3.1.2 och ser på bilderna Databas 3a och 3b så kan vi se att 
varje produkt har ett unikt ”id” samt en kategori som det hör till, ”category”. Med hjälp av 
dessa kan vi hämta och skriva ut dem samt sätta dem under rätt rubrik. Som vi kan se i 
koden nedan så använder vi än en gång av en liknande SQL-förfrågning som vi använt oss 
av tidigare. På rad 3 kan vi se att vi begär id och det finska produktnamnet från products-
tabellen ifrån databasen på alla rader som har betalterminaler som kategori. På rad 6-7 
definierar vi att koden på rad 8-9 skall skrivas ut lika många gånger som vi får rader ut av 
SQL-kommandot, medan rad 8-9 i sin tur skriver ut en länk med produktnamnet som 
länkens namn medan länken länkar till exempelvis produkter_show.php?source_id= med 
produkternas unika id efter.  
Exempelvis om vi har produkter a, b och c med ett unikt id som är 1, 2 och 3 skulle koden 
skriva ut: 
<a href="produkter_show.php?source_id=1&source_lang=fi" target="_self">a</a> 
<a href="produkter_show.php?source_id=2&source_lang=fi" target="_self">b</a> 
<a href="produkter_show.php?source_id=3&source_lang=fi" target="_self">c</a> 
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1. <h1>Maksup&auml;&auml;tteet</h1> 
2. <?php 
3. $products="SELECT `id`, `name_fi` FROM `products` WHERE category='betalterminaler'"; 
4. $result = mysql_query($products) or die('Queryproblem: ' . mysql_error() . '<br />Executed query: ' .         
5. $query); 
6. if (mysql_num_rows($result) >= '1'){ 
7. while ($row = mysql_fetch_assoc($result)){ 
8. echo "<p><a href=\"produkter_show.php?source_id=".$row['id']."&source_lang=fi\"                                  
9. target=\"_self\">".$row['name_fi']."</a>"; 
 
1. $source_id = $_GET['source_id']; 
2. $source_lang = $_GET['source_lang']; 
3.  
4. $right = "right_".$source_lang; 
5. $left = "left_".$source_lang; 
Som vi kan lista ut behövs denna source_id och source_lang-variabler för att visa korrekt 
produktinformation med hjälp av source_id och på rätt språk med hjälp av source_lang, 
efter att man klickat på en länk. 
Kod 22. Produktnamn och länkning. 
 
3.4.3 Produkter (produkter_show.php) 
Denna sida använder sig av source_id och source_lang som vi definierade i föregående 
kod-exempel för hämta korrekta data från databasen. Som vi redan vet ifrån kapitel 3.1.2 
så har varje produkt ett unikt id, denna id får vi överförd från produktlistan genom 
source_id från länken. Varje produkt har också fält vid namn left_fi, right_fi, left_sv och 
right_sv som innehåller produktinformation för vänster och höger på finska eller svenska. 
Så som i de andra sidorna placeras nedanstående kod in i antingen  left eller right <div> 
taggar, men före det definierar vi nya variabler som vi hämtar från $_GET-variablerna vi 
får utav länken. På rad 4-5 ser vi också ett nytt sätt att använda variabler, vi klistrar ihop 
”right_” med  $source_lang-variablen genom att använda en punkt. Så att om $source_lang 
innehåller ”fi” så kommer $right och $left att innehålla ”right_fi” respective ”left_fi” som 
värden. 
Kod 23. Nya variabler utav $_GET. 
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1. $products_left="SELECT `$left`, `id` FROM `products` WHERE id='$source_id'"; 
2. $result = mysql_query($products_left) or die('Queryproblem: ' . mysql_error() . '<br      
3. />Executed query: ' . $query); 
4. if (mysql_num_rows($result) >= '1'){ 
5. while ($row = mysql_fetch_row($result)){ 
6. echo $row[0]; 
7. }} 
Standard SQL-förfrågan används och med hjälp av det tidigare definierade variablerna 
$source_id och $left hämtas den rätta informationen och skrivs ut. SQL-kommandot väljer 
$left, som har värdet left_fi inuti sig, alltså den vänstra delen av produktinformation från 
en produkt som har $source_id med en matchande siffra ifrån databasen och skriver ut 
denna. 
Kod 24 Hämtar produktinformation. 
Samma kod används för högra <div>-taggen med skillnaden att $left byts ut med $right 
och en liten bit kod sätts in för att hämta rätt bild från webbservern, men mer om bild- 
hämtningen i ett senare kapitel om bilduppladdning. 
3.5 Backend 
3.5.1 Innehållshantering av index och andra sidor 
När vi nu har sett hur systemet för att hämta innehåll från databasen är nästa steg att 
möjliggöra redigering av denna information, efter att man loggat in (se Kapitel 3.2 - 3.3) 
och navigerar som inloggad användare till exempelvis den finska index-sidan möts man av 
följande extra länkar: 
 
Bild 8. ’Edit...’ länkar. 
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1. if($_SESSION['logged_in'] == 1){ 
2. echo "<br>  
3. <a href=\"../edit_form.php?source_fi=index_fi&source_sv=index_sv&field=left\"          
4. target=\"_self\">Edit...</a> 
5. "; 
6. } 
Dessa länkar är dolda för icke inloggade användare med samma system som i login.php, if-
sats som kontrollerar om $_SESSION[’logged_in’] är sann. Det viktiga i koden finns på 
rad 3, en HTML-länk med tre stycken $_GET-variabler, nämligen source_fi, source_sv 
och field. source_fi och source_sv har sidans namn som värde, och på samma gång 
tabellens namn i databasen eftersom dessa alltid är samma, medan field helt enkelt 
innehåller left eller right beroende vilken <div>-tag dessa länkar hänvisar till. Denna kod, 
modifierad, finns på alla sidor där en administratörsanvändare skall kunna redigera 
innehållet. 
Kod 25. Länken för produktredigering. 
Som vi kan se i koden ovan skickar länken oss till edit_form.php med tidigare nämnda 
variabler med sig. Dessa används av edit_form för att läsa in rätt information och för att 
skicka den vidare och uppdatera den på rätt ställen i databasen, själva 
redigeringsformuläret ser ut som följande efter att vi klickat på den vänstra Edit... länken 
på den finska index sidan: 
 
Bild 9. Redigeringsformuläret. 
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1. $_SESSION['source_fi'] = $_GET['source_fi']; 
2. $_SESSION['source_sv'] = $_GET['source_sv']; 
3. $_SESSION['field'] = $_GET['field']; 
4.  
5. $source_fi = $_GET['source_fi']; 
6. $source_sv = $_GET['source_sv']; 
7. $field = $_GET['field']; 
1. $query_fi="SELECT `left`, `right` FROM `".$source_fi."`"; 
2. $query_sv="SELECT `left`, `right` FROM `".$source_sv."`"; 
1. $result = mysql_query($query_fi) or die('Queryproblem: ' . mysql_error() . '<br             
2. />Executed query: ' . $query_fi); 
3. if (mysql_num_rows($result) >= '1'){ 
4. while ($row = mysql_fetch_assoc($result)){ 
5. $left_fi = $row['left']; 
6. $right_fi = $row['right']; 
7. } 
8. } 
Det som vi ser på Bild 9 utgör ett kärnkoncept i mitt arbete, en användare utan HTML-
kunskaper presenteras med ett vänlig och lättanvänd WhatYouSeeIsWhatYouGet-editor 
och kan snabbt modifiera och spara ändringarna med några klick med musen. Både den 
finska och svenska koden läses in för att minska på de antal steg användaren måste ta för 
att slutföra processen. 
Låt oss se hur denna editor är uppbyggd, allt börjar med att de $_GET-variabler från Kod 
25 läses in och sparas i nya. $_SESSION-variablerna definieras för att användas vid nästa 
steg då allt skall sparas in i databasen, mer om detta senare, medan de vanliga PHP-
variablerna används här och nu för att hämta HTML-koden från databasen och läsa in 
denna i redigeringsfälten. 
Kod 26. Nya variabler. 
Här definierar vi två stycken SQL-syntax, en för den finska och en för den svenska delen 
av datan. 
Kod 27. SQL-syntax. 
Själva databasförfrågningen för finska delen ser ut som följande, i koden finns också den 
svenska versionen som ser identisk ut förutom att alla fi byts ut mot sv, dessa platser är 
markerade med fet stil i koden nedan.  
Kod 28. SQL-syntaxen exekveras. 
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1. if($field == 'right'){ 
2. $data_fi = $right_fi; 
3. $data_sv = $right_sv; 
4. } 
5. if($field == 'left'){ 
6. $data_fi = $left_fi; 
7. $data_sv = $left_sv; 
8. } 
1. <form method="post" ACTION="update.php"> 
2. <textarea name="editor_fi" cols="125" rows="25"><?php echo $data_fi ?></textarea> 
3. <textarea name="editor_sv" cols="125" rows="25"><?php echo $data_sv ?></textarea> 
När informationen är hämtad från databasen exekveras följande if-satser för att definiera 
variabler som kommer att läsas in i redigeringstextrutorna, $data_fi och $data_sv blir i 
båda tillfällena definierade, skillnaden är endast i vad för värden de får. 
Kod 29. Nya variabler. 
Dessa variabler läses in i två textfält i ett vanligt HTML-formulär, editor_fi och editor_sv 
som innehåller finska HTML-koden respektive den svenska, genom att använda PHP echo-
funktionen och anropa data_fi och data_sv-variablerna från Kod 29 som deras 
ursprungsvärden. 
Kod 30. Formuläret för redigering. 
Så här långt skulle resultatet för användaren vara två vanliga textfält fulla med HTML-kod, 
detta skulle fungera om systemet var ämnat för användare med HTML-kunskap, men som 
fallet är så har slutanvändarna ingen HTML-kunskap. Som redan tidigare nämnts och som 
vi såg på Bild 9 används ett WYSIWYG-editor för att konvertera HTML-koden till det 
visuella resultatet som användaren ser. 
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1. <script type="text/javascript"> 
2. CKEDITOR.replace( 'editor_fi', 
3. { 
4. sharedSpaces : 
5. { 
6. top : 'topSpace', 
7. bottom : 'bottomSpace' 
8. }); 
1. $query_fi = sprintf("UPDATE `%s` SET `%s` = '%s'", 
2. mysql_real_escape_string($_SESSION['source_fi']), 
3. mysql_real_escape_string($_SESSION['field']), 
4. mysql_real_escape_string($_REQUEST['editor_fi'])); 
För att åstadkomma detta har jag använt mig av CKEditor, en sammanställning av 
JavaScript för att bilda en WYSIWYG-editor. Koden nedan, placerad innanför <form>-
taggen, visar hur vi konfigurerar för att effektivt byta ut textfält i Kod 30 mot CKEdtior-
fält, på rad 2 kan vi se att vi hänvisar till det första textfältet i formuläret vi skapade 
tidigare i Kod 30. En identisk CKEditor JavaScript-kod exekveras efter denna för att också 
ersätta editor_sv. 
Kod 31. CKEditor. 
Jag går inte desto djupare in i CKEditor men kan varmt rekommendera det för personer 
som behöver en WYSIWYG-editor i sina webbsidor, CKEditor är enligt mig kraftfullt och 
lätt att konfigurera, för mer information om CKEditor gå till http://www.ckeditor.com/ 
 
3.5.2 Innehållshantering, lagring av data (update.php) 
Denna update.php-sida är som change_psw.php endast till för att spara data och har 
mycket lite i form av innehåll som användaren ser. Som vanligt sätter vi upp en SQL-
syntax, med UPDATE uppdaterar vi information i databasen istället för att lägga till rader, 
och för att få in variabler använder vi oss igen av sprintf();-funktionen, denna gång 
använder vi oss av hela tre variabler och som vi kan se är de två $_SESSION variabler vi 
definierade i Kod 26. source_fi berättar vilken sida som skall uppdateras, field vilket fält 
och editor_fi är redigeringsfältet varifrån det användaren redigerade plockas ut. I sidans 
kod finns också $query_sv SQL-syntaxen som gör samma sak men med de svenska 
variablerna. 
Kod 32. Lagring av redigerade data. 
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1. <a href=\"../edit_form_update_product.php?source=".$row['id']."\"                  
2. target=\"_self\">Edit...</a> 
Till sist exekveras $query_fi och $query_sv med mysql_query()-functionen och lagringen 
till databasen är slutförd, ett kort meddelande informerar användaren att åtgärden har 
lyckats. 
 
3.5.3 Innehållshantering av produkter, redigering 
Genom att bygga vidare på koden i Kod 22 och placera innanför den bekanta 
if($_SESSION[’logged_in’]-kontrollen, en länk till edit_form_update_product.php med en 
$_GET-variabel ”source” som har som värde produkternas id från databasen, får vi ett 
enkelt sätt att veta vilken produkt användaren vill redigera. Denna länk kommer alltså 
under varje produkt och variabeln har alltid den produktens unika id som värde. 
Kod 33. Produktredigerings länk. 
 
 
 
 
 
 
 
Bild 10. Redigerings- och borttagningslänkar. 
Genom att klicka på denna ”Edit...”-länk förs användaren till ett redigeringsformulär 
väldigt lika den i Kapitel 3.5.1 Bild 9 (edit_form_update_product.php), dock med 
skillnaderna att det finns fyra stycken huvudredigeringsformulär (dessa är, som förut, 
sammankopplade med CKEditor), en för varje sida (left och right) för varje språk, samt 
inkludering av nedanstående delar som torde vara självförklarande (Bild 11 och 12). 
 
Bild 11. Finska och Svenska produktnamn. 
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1. $_SESSION['source'] = $_GET['source']; 
2. $source = $_GET['source']; 
1. $query="SELECT `name_fi`, `name_sv`, `left_fi`, `left_sv`, `right_fi`, `right_sv`,          
2. `category` FROM `products` WHERE `id` = ".$source; 
1. $result = mysql_query($query) or die('Queryproblem: ' . mysql_error() . '<br />Executed 
2. query: ' . $query); 
3. if (mysql_num_rows($result) >= '1'){ 
4. while ($row = mysql_fetch_assoc($result)){ 
5. $name_fi = $row['name_fi']; 
6. $name_sv = $row['name_sv']; 
7. $left_fi = $row['left_fi']; 
8. $left_sv = $row['left_sv']; 
9. $right_fi = $row['right_fi']; 
10 $right_sv = $row['right_sv']; 
11 $category = $row['category']; 
 
Bild 12. Val av produktkategori. 
 
Hämtningen av informationen till produktredigeringsformuläret sker på samma sätt som i 
Kapitel 3.5.1, dock självklart med andra och flere variabler. Dock är det första vi gör att 
göra om $_GET-variabeln med produktens unika id till en $_SESSION-variabel och en 
vanlig variabel, för att som förut använda den första i nästa steg av processen och den 
andra i denna kod. 
Kod 34. Nya variabler. 
SQL-syntaxen hämtar all information som finns i produkttabellen, förutom den unika id 
som vi redan vet och faktiskt använder i denna syntax för att bara hämta information om 
den produkt användaren har valt att redigera. 
Kod 35. SQL-syntaxen. 
Följande steg är självklart att använda $query-variabeln ovan för att hämta och lagra 
informationen från databasen i variabler. Från rad 5 till 11 kan vi se alla dessa variabler. 
Kod 36. Hämtning från databasen. 
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1. <input name="name_fi" type="text" value="<?php echo $name_fi ?>" size="50" /> 
1. $name_fi = sprintf("UPDATE `products` SET `name_fi` = '%s' WHERE `id` = '%s'", 
2. mysql_real_escape_string($_REQUEST['name_fi']), 
3. mysql_real_escape_string($_SESSION['source'])); 
1. mysql_query($name_fi) 
Efter detta kommer HTML-formulärkoden, allt som behöver göras är att med $echo 
funktionen skriva in alla variabler på deras rätta platser som i exemplet nedan. Resultatet 
av detta är att användaren får ett redigeringsformulär med de aktuella värdena färdigt 
ifyllda och klara för redigering och lagring. 
Kod 37. En del av HTML-formuläret. 
När användaren klickar på Spara-knappen förs all formulärdata till update_product.php där 
för det första en SQL-syntax för varje fält i formuläret definieras, i exemplet nedan 
uppdateras det finska namnfältet. Med hjälp av $_REQUEST-variabeln hämtar vi 
formulärdata från name_fi-fältet, och med $_SESSION-variabeln som vi gjorde i Kod 34 
vet vi vilken produkt som skall uppdateras. 
mysql_real_escape_string, som jag använt tidigare i vissa exempel, använder jag för att 
användaren inte av misstag skall kunna lagra data som skulle tolkas av databasen som 
SQL-kommandon. Denna funktion är främst tänkt för att förhindra SQL-injektioner, med 
andra ord med eftertanke formulerad kod med mål att förstöra eller få åtkomst till en 
databas. Dock har jag i mitt system endast login-formuläret som är kopplat till databasen 
som en användare har åtkomst till utan att vara inloggad. 
Kod 38. En SQL-syntax för finska namnfältet. 
Kod 39. SQL-syntaxen för det finska namnfältet exekveras. 
Efter detta meddelas användaren att uppdateringen har lyckats och skickas tillbaka till 
produktlistan. 
3.5.4 Innehållshantering av produkter, nya produkter 
Från administratörsmenyn samt på produktsidorna visas en länk åt inloggade användare för 
att skapa en ny produkt. Första steget i denna process är en formulärsida identisk med den 
vi har i Kapitel 3.5.3 med den skillnaden att ingen existerande data läses in utan alla fält är 
tomma, sidan är förutom inloggningskontrollen, ren HTML. Sedan när användaren fyllt i 
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1. $query = sprintf(" 
2. INSERT INTO `products` (`id`, `name_fi`, `name_sv`, `left_fi`, `right_fi`, `left_sv`, `right_sv`, `category`)  
3. VALUES (NULL, '%s', '%s', '%s', '%s', '%s', '%s', '%s');", 
4. mysql_real_escape_string($_REQUEST['name_fi']), 
5. mysql_real_escape_string($_REQUEST['name_sv']), 
6. mysql_real_escape_string($_REQUEST['editor_left_fi']), 
7. mysql_real_escape_string($_REQUEST['editor_right_fi']), 
8. mysql_real_escape_string($_REQUEST['editor_left_sv']), 
9. mysql_real_escape_string($_REQUEST['editor_right_sv']), 
10.mysql_real_escape_string($_REQUEST['category'])); 
namn, produktbeskrivning samt valt en kategori för produkten och klickat på spara skickas 
all den information till new_product.php där all information sparas. 
Skillnaden mellan denna SQL-syntax och det andra är att vi inte uppdaterar (UPDATE) 
existerande data i databasen, utan vi lägger till (INSERT INTO) data, koden nedan kanske 
ser komplicerad ut vid första anblick men är egentligen ingenting nytt.  
Med ”INSERT INTO `products`” väljer vi helt enkelt vilken tabell vi arbetar med. Värdena 
efter detta, ” `id`, `name_fi`, `name_sv`...” motsvarar det kolumner vi har i tabellen 
products. Sedan har vi VALUES och ett kommaseparerat värde för varje kolumn, varje 
värde har samma position i strängen som kolumnen, lika som varje %s motsvarar en 
$_REQUEST-variabel som vi hämtar från formuläret. 
Kod 40. SQL-syntaxen för en ny produkt. 
SQL-syntaxen exekveras, användaren får ett meddelande att produkten har sparats och 
omdirigeras till produktlistan där den nya produkten nu finns och kan hanteras på samma 
sätt som alla andra produkter. 
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1. <a href=\"../delete_product_confirm.php?source=".$row['id']."\"                                      
2. target=\"_self\">Radera...</a> 
1. <script type="text/javascript"> 
2. <!-- 
3. var answer = confirm ("Vill du verkligen radera denna produkt?") 
4. if (!answer) 
5. window.location="sv/produkter.php" 
6. // --> 
7. </script>  
8. <?php 
9. die("<meta http-equiv=\"refresh\"                                                                                    
10.content=\"0;url=delete_product.php?source=".$_REQUEST['source']."\">"); 
11.?> 
3.5.5 Innehållshantering av produkter, borttagning 
Den sista menyalternativet, så som vi kan se på Bild 10, är att radera produkter. Genom att 
använda en $_GET-variabel med produktens unika id som värde säkerställer vi vilken 
produkt som användaren vill radera.  
Kod 41. Produktraderingslänk. 
På delete_product_confirm.php använder vi JavaScript för att få upp en dialogruta där vi 
bekräftar att användaren verkligen vill radera produkten. Om användaren svarar nekande 
dirigeras hon tillbaka till produktsidan, om svaret är jakande fortsätter sidan med PHP-
koden som dirigerar till delete_product.php med än en gång en $_GET-variabel, i detta fall 
har som värdet den $_GET-variabel som vi definierade i Kod 41 ($row['id']) . 
 
Bild 13. JavaScript-dialog. 
Kod 42. Kod för JavaScript bekräftelsen 
delete_product.php innehåller i stort sett bara nedanstående SQL-syntax, som vi kan gissa 
utgående från ”DELTE FROM” raderar denna syntax den produkt som användaren valt, 
efter att produkten raderats visas ett meddelande åt användaren och hon dirigeras sedan till 
produktlistan. 
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1. $query = sprintf("DELETE FROM `products` WHERE `products`.`id` = %s;", 
2. $_REQUEST['source']); 
3.  
4. mysql_query($query); 
1. echo "<img src=\"../images/products/".$row[1].".jpg\"/>"; 
Kod 43. SQL-syntaxen för att radera produkter. 
3.5.6 Innehållshantering av produkter, bildhantering 
Bildhantering bygger på att läsa och ladda upp vanliga bildfiler till webbservern, allt 
genom PHP. För att läsa in bilder för användaren använder vi oss av nedanstående kod. 
Som vi ser anropas en $row-variabel som vi har definierat med en SQL-syntax, mera 
specifikt är det den unika produkt id:n som vi använder. Alltså om en besökare skulle vara 
inne på en produkt med id numret 3 skulle koden visa bilden ”3.jpg” från 
/images/products/ mappen på webbservern. 
Kod 44. PHP-koden för att visa en produktbild. 
Från en inloggad användares synvinkel visas det en ”Ladda upp bild...” under varje bild 
eller om det inte finns någon bild syns länken där bilden borde vara. 
 
 
Bild 14. Ladda upp bild-länken. 
 
Koden nedan borde vid det här laget vara ganska självförklarande, lägg märke till att vi 
redan här anger namnet för den blivande bilden. 
 
Kod 45. PHP-koden för uppladdningslänken. 
 
1. echo "<br> <a href=\"../image_upload.php?source=".$row[1].".jpg\"                                
2. target=\"_self\">Ladda upp bild...</a>"; 
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1. $_SESSION['image_name'] = $_GET['source']; 
2. 
3. <form action="upload_file.php" method="post" 
4. enctype="multipart/form-data"> 
5. <label for="file"></label> 
6. <input type="file" name="file" id="file" /> 
7. <br /> 
8. <input type="submit" name="submit" value="Spara" /> 
9. </form> 
1. $name = $_SESSION['image_name']; 
2. if (($_FILES["file"]["type"] == "image/jpeg") || ($_FILES["file"]["type"] ==                   
3. "image/pjpeg")) 
4.  { 
5.  if ($_FILES["file"]["error"] > 0) 
6.    { 
7.    echo "Error: " . $_FILES["file"]["error"] . "<br />"; 
8.   } 
9. … 
På rad 1 definierar vi med vår $_GET-variabel en $_SESSION-variabel för att överföras 
till nästa sida, denna sida som vi kan se från formulärkoden är upload_file.php. 
Själva formuläret ser väldigt enkelt ut för användaren. 
Kod 46. Kod för bilduppladdning. 
 
 
Bild 15. Bilduppladdning. 
 
Nedan i kodexemplet kan vi se att vi definierar en $name-variabel som använder sig av 
$_SESSION-variabeln som vi definierade i föregående kod. Raderna efter detta används 
för att kontrollera att bara .jpg-filer tas emot, om något annat en .jpg-filer laddas upp visas 
ett felmeddelande. 
Kod 47. Bildhantering, validering. 
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1.  move_uploaded_file($_FILES["file"]["tmp_name"], "images/products/" . $name); 
2.     
3. $image = new SimpleImage(); 
4. $image->load('images/products/'.$name); 
5. $image->resizeToWidth(200); 
6. $image->save('images/products/'.$name); 
På rad 1. flyttas (eller sparas) den uppladdade filen till images/products/ på webbservern 
och får sitt namn från $name-variabeln, t.ex. om vi skulle arbeta med en produkt med 
nummer 13 som unikt id skulle $name-variablen ha 13.jpg som värde. 
Raderna 3-6 använder jag mig av White Hat Web Designs PHP-klass SimpleImage (se 
bilaga 1.) för hantering av storleken av bilden. Rad 3 skapar vi en ny instans av 
SimpleImage(); klassen och kallar den $image. Rad 4 använder vi SimpleImage(); klassens 
load-funktion för att läsa in bilden i fråga. Rad 5 använder vi resizeToWidth för att ändra 
bildens bredd till 200 pixlar, koden beräknar automatiskt ut vad höjden skall vara för att 
behålla bildens proportioner. Slutligen på rad 6 sparas den modifierade bilden och med 
detta är bildhanteringsdelen klar, användaren får ett bekräftelsemeddelande att bilden har 
laddats upp och omdirigeras till produktsidan. 
Kod 48. Bildhantering, flyttning och storleksändring. 
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4. Avslutning 
När jag skriver denna avslutning har mitt system varit i användning hos företaget redan 
några månader och systemet har visat sig uppfylla de krav som ställdes vid beställningen. 
Trots det har förslag på förbättringar och nya funktioner senare kommit fram, eftersom 
detta projekt gick så pass väl ser jag fram emot att fortsätta jobba på systemet och fortsätta 
fördjupa mina färdigheter på samma gång. 
Motgångarna var få, det största problemet som uppkom var att implementera min plan på 
att spara också produktbilderna direkt in i databasen. Efter många timmars arbete utan att 
göra någon framgång gav jag upp och ändrade min implementation av bildhanteringen till 
den som jag här tidigare presenterat. När jag tänker bakåt ser jag nu också att databasen i 
sig själv skulle kunna förenklas betydligt, slutfunktionaliteten skulle vara den samma, men 
kodskrivningen skulle för mig personligen ha varit lättare. 
Med detta arbete kan jag stolt säga att jag har kunskap och know-how för att genomföra att 
sådant här projekt, under projektets gång förkovrade jag mig samt skaffade ny kännedom 
om PHP, HTML, SQL och JavaScript och använde denna till att skapa det system som jag 
här skrivit om. Grunden till alla dessa fick jag från de kurser jag gått i skolan. 
I framtiden kan jag gott tänka mig att jobba med liknande projekt. 
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Bilaga 1. White Hat Web Design, SimpleImage PHP klass 
 
http://www.white-hat-web-design.co.uk/articles/php-image-resizing.php 
 
<?php 
/* 
* File: SimpleImage.php 
* Author: Simon Jarvis 
* Copyright: 2006 Simon Jarvis 
* Date: 08/11/06 
* Link: http://www.white-hat-web-design.co.uk/articles/php-image-resizing.php 
*  
* This program is free software; you can redistribute it and/or  
* modify it under the terms of the GNU General Public License  
* as published by the Free Software Foundation; either version 2  
* of the License, or (at your option) any later version. 
*  
* This program is distributed in the hope that it will be useful,  
* but WITHOUT ANY WARRANTY; without even the implied warranty of  
* MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the  
* GNU General Public License for more details:  
* http://www.gnu.org/licenses/gpl.html 
* 
*/ 
  
class SimpleImage { 
    
   var $image; 
   var $image_type; 
  
   function load($filename) { 
      $image_info = getimagesize($filename); 
      $this->image_type = $image_info[2]; 
      if( $this->image_type == IMAGETYPE_JPEG ) { 
         $this->image = imagecreatefromjpeg($filename); 
      } elseif( $this->image_type == IMAGETYPE_GIF ) { 
         $this->image = imagecreatefromgif($filename); 
      } elseif( $this->image_type == IMAGETYPE_PNG ) { 
         $this->image = imagecreatefrompng($filename); 
      } 
   } 
   function save($filename, $image_type=IMAGETYPE_JPEG, $compression=75, 
$permissions=null) { 
      if( $image_type == IMAGETYPE_JPEG ) { 
         imagejpeg($this->image,$filename,$compression); 
      } elseif( $image_type == IMAGETYPE_GIF ) { 
         imagegif($this->image,$filename);          
      } elseif( $image_type == IMAGETYPE_PNG ) { 
         imagepng($this->image,$filename); 
      }    
      if( $permissions != null) { 
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         chmod($filename,$permissions); 
      } 
   } 
   function output($image_type=IMAGETYPE_JPEG) { 
      if( $image_type == IMAGETYPE_JPEG ) { 
         imagejpeg($this->image); 
      } elseif( $image_type == IMAGETYPE_GIF ) { 
         imagegif($this->image);          
      } elseif( $image_type == IMAGETYPE_PNG ) { 
         imagepng($this->image); 
      }    
   } 
   function getWidth() { 
      return imagesx($this->image); 
   } 
   function getHeight() { 
      return imagesy($this->image); 
   } 
   function resizeToHeight($height) { 
      $ratio = $height / $this->getHeight(); 
      $width = $this->getWidth() * $ratio; 
      $this->resize($width,$height); 
   } 
   function resizeToWidth($width) { 
      $ratio = $width / $this->getWidth(); 
      $height = $this->getheight() * $ratio; 
      $this->resize($width,$height); 
   } 
   function scale($scale) { 
      $width = $this->getWidth() * $scale/100; 
      $height = $this->getheight() * $scale/100;  
      $this->resize($width,$height); 
   } 
   function resize($width,$height) { 
      $new_image = imagecreatetruecolor($width, $height); 
      imagecopyresampled($new_image, $this->image, 0, 0, 0, 0, $width, $height, $this-
>getWidth(), $this->getHeight()); 
      $this->image = $new_image;    
   }       
} 
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