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摘 要: G ode l语言是在 P ro log语言基础上发展而来的一种新型逻辑程序设计语言, 而控制机制是逻辑程序设计语言
的核心内容. 针对 P ro log语言控制机制存在的问题,引出了 G ode l语言中新的控制机制,包括 DELAY延迟机制和剪
枝操作然后通过实例分析,表明了这些新机制能有效地避免递归谓词的低效或无限循环调用,并能够实现子目标的
协同执行, 从而提高系统的运行效率. 针对这一有效改进,在对 G ode l语言控制机制比较深入研究的基础上,最后给
出了 G ode l语言控制机制的实现算法.该算法已在研发的 G ode l语言编译系统中得以实现, 通过实例测试,验证了算
法具有较高的效率.
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Abstract: G ode,l a new log ic prog ramm ing language that em erged from Prolog, has at its core a contro l facility. A f
ter an analysis of problem s w ith the contro l facility in Prolog, the authors proposed new contro l facilit ies for G ode l
w hich include a !delay com puting∀ and a !prun ing∀ operation. Examp les show ed that adoption o f the new facilities
effectively prevents ineffic ient or infinite loop calling of a recursive pred icate and allow s corout in ing betw een subfor
m ulas, so that the e ff ic iency of the system is considerab ly im proved. Furtherm ore, an algorithm w as proposed that
could prov ide the contro l fac ility in G ode.l The algor ithm w as applied in the G ode l com piler deve loped by our
group. The h igh e ff iciency o f the algo rithm w as verified through testing.
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作为一个典型的逻辑程序设计语言, P rolog具
有语法简单、清晰、可读性好等优点, 有较强的可表













知, P ro log语言控制机制存在不足, 针对这一问题,
G odel语言引入了新的语言成分,改进了控制机制,
即延迟计算和剪枝操作. 深入分析和理解 G ode l语
言各种新的语言成分, 对于语言编译系统的实现具
有重要的意义.




型系统. 在对 G odel语言的控制机制比较深入的分
析和理解的基础上, 本文给出了 G odel语言控制机
制的一种实现算法,从而能够为该语言的完全实现
提供支持.
1 P ro log语言中的控制问题
为便于理解和分析, 还需要先来回顾 Prolog语
言控制机制存在的问题.
例 1 设有 Pro log程序 P 和目标子句 G: #
B1 ∃B 2 ∃ % ∃ B q, 则 Pro log程序的运行机制可概
括为
1)从左到右,即逐个解决子目标 B 1, B 2, %, Bq;
2)深度优先,即在子目标 B1完全解决之前不去
处理 B 2, %, Bq;
3)从上到下, 即解决 B 1时先试用程序中它的第










例 2 考虑下面的 Pro log程序 P 1:
1) Append( [ ] , X, X ) .
2) Append( [ H | T ] , Y, [H | Z ] ) Append (T,
Y, Z ).
3) Append3 (X, Y, Z, U )
# Append (X, Y, W ) Append (W, Z, U).
Append (X, Y, Z )是表的联结操作, 表示将表
X 放在表 Y前面构成一个大表 Z ; A ppend3 (X, Y,
Z, U) 表示将表 X、Y、Z按顺序联结成一个大表 U .
如果目标为 # Append3( [ 1, 2] , [ 3] , [ 4] , X ) .
P rolog程序会将 3个表合并在一起得到 X = [ 1, 2,
3, 4] ;但是, 如果把 A ppend3定义用于表的分解就
会出现问题. 例如, 如果目标为: # A ppend3 ( X ,
[ 3] , [ 4] , [ 1, 2, 3, 4] ) ,根据 Append3的定义, 第 1
个调用 Append ( X , [ 3] , W ) ,将与 Append的第 1
个定义子句相匹配, X 实例化为 [ ] , Append的第 2
个调用失败产生回溯.第 1个调用重新匹配后, X实
例化为长度为 1的表, 第 2个调用再次失败产生回
溯.第 1个调用再重新匹配, X实例化为长度为 2的
表,这时, 第 2个调用 Append成功, X = [ 1, 2] .由
此可见这个计算的时间开销数量级为 X 长度的平
方,而不是理想的与 X 长度成正比的数量级. 进一
步考虑回溯的情况.不难看出, 回溯使第 1个调用将
X 实例化为长度为 3的表,第 2个调用当然失败.此








定义子句后增加 cu t原语 (! ) ,改写为









# A ppend3( X, Y, Z , [ 1, 2, 3] ) .
对 Pro log系统来说, 无论如何重新安排子目标




2 G odel语言中的 DELAY延迟机制
针对 Prolog语言控制机制存在的问题, G ode l语
言对 Prolog语言的控制机制进行了改进, 引入了





下面是一个典型的 G ode l语言计算排序问题的
程序实例 G 1.
MODULE S low so r.t
PREDICATE S low sor:t L ist( a ) * L ist( a );
Permu tation: L ist( a ) * L ist( a ) ;
Sorted: L ist( a ) ;
Delete : a* List( a ) * L ist( a ) .
DELAY S low sort( x, y ) UNTIL
NONVAR( x ) ∋ NONVAR ( y ) ;
So rted( [ ] ) UNT IL TRUE;
So rted( [ _ | x ] ) UNT IL NONVAR( x );
De lete( _, y, z ) UNT IL
NONVAR( y ) ∋ NONVAR( z ).
Slow sort( x, y ) # Sorted( y ) Perm utation( x, y ).
Sorted( [ ] ) # { True} _1.
Sorted( [ _ ] ) # { True} _1.
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Sorted( [x, y | z] ) # { x ) y } _1 Sorted( [y | z] ).
Permu tation( [ ] , [ ] ) .
Permu tation( [ x | y ] , [ u | v] )
# Delete (u, [x | y ], z) Permutation (z, v).
Delete ( x, [ x | y ], y ) # { True} _2.
Delete (x, [y | z], [y | w ] ) # { x y } _2 Delete( x, z,w ).
模块 S low sort给出了实现排序的 G ode l语言程
序.程序中 S low sort( x, y )表示对列表 x排序后得到
列表 y, 其中,调用的谓词 Perm utat ion ( x, y ) 表示列
表 y是列表 x的一个排列,而谓词 Sorted ( x ) 表示 x
是一个有序列表. DELAY说明表示当 x和 y至少有













DELAY A tom UNTIL Cond.
其中, A tom是原子. Cond语法规则如下:
Cond∗ Cond1 | Cond1 { ∃ Cond1} | Cond1 { ∋
Cond1},
Cond1∗ NONVAR ( Variab le ) | GROUND
(V ariable ) | TRUE | ( Cond ).
其中, Cond对原子中出现的变量延迟调用条件进行





将前面的 Prolog程序 P 1改写为带 DELAY延
迟说明的 G odel程序 G 2如下:
PRED ICATE Append: L ist( a ) * L ist(a)*
L ist( a );
Append3: L ist ( a ) * L ist ( a ) *
L ist( a ) * L ist( a ) .
DELAY A ppend( X, _, Z ) UNTIL
NONVAR( X ) ∋ NONVAR( Z ) .
Append( [ ], X, X ) .
Append( [ H | T ], Y, [H | Z ] ) # Append (T, Y, Z ).
Append3( X, Y, Z, U ) # Append( X, Y, W ) ∃
# Append( W, Z, U ).






的子目标. 例如: # Append ( X , [ 2 ], [ 1, 2 ] )满足
DELAY 说明, 过 程 被成 功 调用. 然 而 对于:











1)考察前面的 Pro log程序 P 1中的目标: # Ap
pend3( X, [ 3] , [ 4] , [ 1, 2, 3, 4] ).
在 G odel程序 G 2中的执行情况:
第 1个调用执行 Append ( X , [ 3], W ), 发现
Append的第 1、第 3个参数同时为变量, 不满足 Ap
pend的 DELAY说明,调用被延迟, 并在第 1、第 3个
变量上做标记.然后,调用 Append3的第 2个子目标
Append( W , [ 4 ], [ 1, 2, 3, 4] ) , 它满足 DELAY说
明, 将W实例化为 [ 1 |T 1 ] , 立即唤醒W上的延迟调
用, 重新执行第 1个 A ppend调用, A ppend ( X ,
[ 3] , [ 1 | T 1 ] )满足 DELAY说明, 合一成功将X实
例化为 [ 1 | T 2 ] .接着调用 Append( T 2, [ 3] , T1 ) ,
调用被延迟;再选下一个子目标 Append( T 1, [ 4] ,
[ 2, 3, 4] )继续执行,如此往复执行直到目标合一成
功.从调用的执行过程可见, 2个 Append调用是并
发执行的,它们的时间开销与 X 的长度成正比, 要
低于 Prolog系统中的时间数量级 ( X 长度的平方 ) ,
因此,系统效率将得到很大提高. 注意: P ro log程序
P 1调用目标# Append3 (X, Y, Z, [ 1, 2, 3] ), 将陷入
无限循环.
但是,在 G odel程序 G 2中由于存在 Append的
DELAY说明,该目标在输出所有可能的划分后正常
结束 (具体调用过程不再累述 ). 由此可见, DELAY
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说明即可避免 Append过程被低效地执行, 也可使
其避免无限循环.
2)下面通过对 G odel程序 G 1的实例运行可更
有效地说明 G odel程序中 DELAY延迟机制的合理
使用可以促进子目标的协同执行, 从而增强程序的
有效性.
设程序目标为# Slow sort( [ 6, 1, 5, 2, 4, 3] , x ) .
第 1个调用 Sorted( x ) ,发现 x为列表变量,不
满足 So rted的 DELAY说明,调用被延迟并在变量 x
上做标记.然后, 调用 S low sort的第 2个子目标 Per
m utat ion( [ 6, 1, 5, 2, 4, 3] , x ), 满足 Perm utation的
延迟说明,调用成功, x被实例化为 [ 6 | v1 ], 但还是
不满足 Sorted的 DELAY说明,故继续执行 Permu ta
t ion的调用.当 x被实例化为 [ 6, 1 | v2 ]时,满足 Sor
ted的 DELAY说明,此时立即唤醒 x上的延迟调用,
重新执行 Sorted( x )调用.由于 x的前 2个元素 [ 6,
1]不是有序的, 程序放弃排列结果 [ 6, 1 | v2 ] , Sor
ted( x )将重新延迟. Permutation调用回溯, 重新产
生排列;当 x被实例化为 [ 1, 6 | v2 ]时又满足 So rted
的 DELAY说明,并立即唤醒 x上的延迟调用,重新
执行 So rted( x )调用. 这时, 由于 x 的前 2个元素
[ 1, 6]是有序的, Sorted进行递归调用.依此循环处
理,程序将很快得到 [ 6, 1, 5, 2, 4, 3]的排序结果 [ 1,










果,使得 G odel程序的排序比对应的 Pro log程序的
排序效率更高.
3 G odel语言中的剪枝操作
在 G odel语言的控制机制中,除了 DELAY延迟
机制外,还有一个重要的控制机制, 即剪枝操作.有
点类似于 Pro log中的 cut机制, G odel语言也提供了









3. 1 comm it剪枝




G odel语言剪枝算子是 comm i,t一般形式为 {% } _n
( n代表整数标号 ), 有 2个特殊形式: 一解剪枝
( one so lu tion comm it)和条形剪枝 ( bar comm it) . 一
解剪枝形式为 {%. }, 当它找到 { }所包含的公式的
一个解之后返回,其他可能的解将被剪除.条形剪枝
形式为 + | ,,其含义相当于合取,其作用范围是语句
体内出现在其左边的公式, 只求出其辖域内公式的
一个解,而搜索树中其他谓词定义中包含 + | ,的语
句的相关分支均被剪除. G ode l语言中剪枝操作的 2
种特殊形式经过处理, 在计算机内部它们都可用一
般形式 {% } _n来表示. 一个剪枝操作 { Form ula} _n
的括号 {. . . }指明了该剪枝在语句体中的作用范
围,而标记 n是剪枝号 (标签 ) ,用于标识某一剪枝.
当公式 Form ula成功时,这个定义语句中的所有其
他包含相同标记 n的语句所对应的树枝将被剪掉.
条形剪枝操作记为 + | , , 每条 G odel程序语句最多
只能含有一个 + |, . + | ,的作用范围就是在语句体
内出现在 + |,左边的那个公式.如果一个程序中某
语句含有 + |, ,那么该程序将在求出 + |,辖域中公
式的一个解后,剪除由同一谓词定义的语句中包含
了 + | ,的语句所产生的搜索树中的所有其他分支.
举例如下,设某程序中有 3条语句如下所示:
Partition( [ ], _, [ ], [ ] ) # |,
Partition( [ x | x s] , y, [x | ls] , bs) # x ) y |
Partition (x s, y, ls, bs),
Partition ( [ x | x s] , y, ls, [x | b s] ) # x > y |
Partition (x s, y, ls, bs).
上述语句定义了快速排序程序中的分割函数,
即当第 1个参数列表不为空时,根据表中元素 y (列
表元素 )的值把该列表分为比 y大的部分和比 y小
的部分, 分别存在第 4个和第 3个参数列表中. 3条
语句中都含有 + | , ,它的目的是保证这 3条语句互
斥.即当列表为空时第 1条语句被执行, 而第 2和第
3条语句对应的分枝被剪除, 因为此时第 2和第 3
条语句根本没有必要执行; 而当列表不空时第 2和
第 3条语句中的某一句将被执行,另外 2条程序语
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已经知道, 条形剪枝是 comm it剪枝的特例, 它
可以转换为 comm it剪枝. 转换方法如下: 将 + | ,左边
的子目标作为 comm it剪枝的条件 (对于事实子句,
此时条件为 True) , 并附加剪枝号. 例如, 可以将上
面的条形剪枝语句转换为如下 comm it剪枝语句:
Partition( [ ], _, [ ] , [ ] ) # { True} _1,
Partition( [ x | x s], y, [ x | ls ], bs )
# {x ) y } _1 ∃ Part ition ( x s, y,
ls, bs ),
Partition( [ x | x s], y, ls, [ x | bs] )










误.下面的 G ode l程序 G 3通过改进程序 G 1中的对
Delete的延迟声明有效地说明了这一点.
PRED ICATE D elete: a* L ist( a )* L ist( a ) .
DELAY De lete ( x, [y | _], _ ) UNT IL NONVAR
( x ) ∃NONVAR( y ) .
Delete ( x, [ x | y ], y ) # { True} _2.
Delete ( x, [ y | z ] , [y | w ] ) # { x − y } _2∃ Delete
( x, z, w ) .
假设 Delete的 DELAY说明被删除了, 现在来
考察目标:
# De lete( x , [ 1, 2, 3] , y ) ∃ x = 2.
目标中的第 1个原子与 De le te定义里的第 1条
语句的头部相匹配,因此, 系统求得 x = 1并将剪掉
其他的匹配语句,然而接下来调用 1= 2会导致目标
产生不可预料的错误.
现在假设 De lete调用已经根据程序中的 Delete
的延迟说明进行了延迟, 从而先执行 x = 2, 然后唤
醒 x上的延迟调用 D elete( 2, [ 1, 2, 3], y ) ,那么,目



































[ 6 7 ]
. G ode l
语言中的控制机制作为编译系统实现的一部分, 其
实现在技术上是将程序运行时的各种信息分为多栈
存储 (运行栈、环境栈、解除栈和延迟栈 ) ,以此来简
化运行栈的控制,从而使控制机制获得较高的效率.
借助前面实例分析的流程获得的思想, 下面给出
G odel语言控制机制的算法流程图 (图 1) .
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图 1 G ode l语言控制机制的算法流程图





































由于 G odel语言引入了许多新的语言成分, 要做到
G odel语言的完全实现, 目前还有很多工作要做. 其
中,变量的多态性、并行化是很重要的 2个方面. 变
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