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Глава 1 
1 Вступ 
1.1 Сервіс-орієнтована архітектура 
 
В останні кілька років інформатика спостерігала зсув парадигми в способі, як програмне 
забезпечення стає доступним для кінцевих користувачів. Виникаюча парадигма заснована на 
абстрагуванні від програмного забезпечення та врахуванні всіх ресурсів як сервісів, які доступні по 
бажанню, формуючи те, що називається сервіс-орієнтоване обчислення (Service-Oriented Computing - 
SOC) [67]. SOC використовує сервіси, щоб спростити розробку інтероперабельних, динамічних, 
дешевих і широко розподілених застосувань. Сервіси є сутності, які дозволяють доступ до однієї або 
більше можливостей, використовуючи передбачений інтерфейс і відповідно до обмежень і політик 
[26]. Інтерфейс, а також обмеження і політики, є частиною опису кожного сервісу. Сервіси є 
платформо-незалежними і стають доступними через певну мережу, таку як Інтернет або Universal 
Mobile Telecommunications System (UMTS). Важливою і відмінною ознакою сервісів є той факт, що 
вони слабо пов'язані, дозволяючи спеціальне і динамічне зв'язування на відміну від зв’язаної 
бібліотеки, зборочний або традиційний лінкер, який пов'язує разом функції у виконуваний файл. 
Модель розгортання сервісу може бути застосована до будь-якого компонента застосування  
або будь-якого існуючого раніше коду так, що вони можуть бути перетворені в, за бажанням, 
мережо-доступний сервіс. Загальна модель провайдерів, які ліцензують застосування до клієнтів для 
використання з прив'язкою до контракту в якості сервісу, була відома як програмне забезпечення як 
сервіс (Software as a Service - SaaS) [10]. Ця практика не обмежується сервісами, але може бути 
застосована до багатьох інших функцій, включаючи комунікацію, інфраструктуру та платформи, що 
призводить до поняття Все як сервіс (Everything as a Service), яка є ядром хмарних обчислень [86]. 
Серед цієї безлічі доступних сервісів виникає потреба в наборі проектних принципів і 
принципів в починаннях SOC. Ця потреба задовольняється через сервіс-орієнтовану архітектуру  
(SOA). SOA є стиль проекту, що спрямовує всі аспекти створення та використання сервісів через  
весь їх життєвий цикл [63]. SOA дозволяє ІТ-інфраструктуру, щоб дозволити різним застосуванням 
обмінюватись даними і брати участь в бізнес-процесах, незалежно від базової складності додатків, 
таких  як точна реалізація або операційні системи, або мови програмування, що використовуються 
для їх розробки. 
1.2 Веб-сервіси 
 
SOA може бути реалізована за допомогою декількох різних технологій, таких як SOAP [17], 
REST [29], CORBA [65] і Веб-сервіси. Веб-сервіси вважаються найбільш обіцяючою сервіс-
орієнтованою технологією і визначаються World Wide Web консорціумом (W3C) наступним чином.  
Веб-сервіс є системою програмного забезпечення, призначеною для підтримки сумісної   
взаємодії машина-машина в мережі. Він має інтерфейс, описаний в машино-обробному форматі 
(реально WSDL). Інші системи взаємодіють з Веб-сервісом в порядку, встановленому його описом,  
використовуючи SOAP повідомлення, які, як правило, передаються за допомогою HTTP з XML 
серіалізацією в поєднанні з іншими стандартами Web [15]. 
 Це визначення дає коротке представлення вигідних характеристик Веб-сервісів, які ми 
будемо коротко тут вивчати. 
Окреслена характеристика Веб-сервісу є використання Інтернету та Всесвітньої павутини як 
засобу комунікації для сервісів, щоб взаємодіяти один з одним і з споживачами сервісів. За 
допомогою WWW, Веб-сервіси використовують існуючу URI інфраструктуру для того, щоб бути 
локалізованим будь-ким, хто має доступ до мережі Інтернет. Схема URI дає ім'я кожному Веб-
сервісу, яке однозначно ідентифікує його і дозволяє використовувати всі існуючі операції з URI-в, 
для того, щоб мати доступ до нього. 
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Веб-сервіси широко використовують мови XML [18]. З визначення повідомлень, якими 
обмінюються сервіси, до опису сервісу, все засновано на XML, який є вельми вигідним. XML є 
проста мова, як для машинного, так і для людського розуміння, з інтуїтивно зрозумілою ієрархічною  
структурою. Вона також описує саму себе, як кожна структура XML-даних містить як опис своєї 
структури, так і сам контент. Веб-сервіси спілкуються, обмінюючись XML повідомленнями, 
закодованими за допомогою SOAP. SOAP визначає загальний шаблон для повідомлень Веб-сервісів, 
деякі шаблони обміну повідомленнями, як XML інформація може бути закодована в таких 
повідомленнях і як ці повідомлення можуть передаватися через Інтернет з використанням існуючих 
протоколів, таких як HTTP або SMTP. 
Веб-сервіси були в центрі уваги кількох зусиль по стандартизації глобальних консорціумів, 
таких  як W3C і OASIS, і вже, можливо, були найуспішнішою реалізацією сервісів, охоплених  
програмними корпораціями, такими як IBM і Microsoft, що призвело їх бути популярними з 
традиційними підприємствами. У наукових колах всього світу Веб-сервіси також були рушійною 
силою досліджень.  
1.3 Дослідження Веб-сервісів  
 
В останнє десятиліття спостерігається виняткове багатство досліджень за темами, пов'язаними 
з Веб-сервісами, особливо по європейським дослідникам. 7-а Рамкова Програма Європейського 
союзу (FP7) профінансувала кілька сервіс-орієнтованих проектів, таких як Service Centric System  
Engineering Integrated Project (SeCSE), Networked European Software and Services Initiative (NESSI) 
проекти та Software Services and Systems Network of Excellence (S-Cube). 
Дослідження Web-сервісів покриває безліч питань, які беруть участь у всьому життєвому  
циклі Веб-сервісу або заснованому на сервісі додатку (Service-Based Application - SBA). Це, як 
правило, включає опис Веб-сервісу, виявлення, композицію, розгортання, виконання, моніторинг та 
адаптацію. Виявлення сервісу є процес пошуку та отримання доступу до надаваних сервісів, які 
задовольняють ряду вимог (будь то здібності чи нефункціональні аспекти). Розгортання сервісу 
включає в себе конкретно прив'язування сервісів до пристроїв в системі реального світу, яка 
використовується як інфраструктура для SBA. Виконання сервісу слідує за розгортанням і є 
результатом виклику розгорнутих сервісів або SBA. Моніторинг сервісу включає всі механізми, які 
необхідні для захоплення і обробки декількох атрибутів виконання сервісу (пов'язані, але не 
обмежені аспектами якості), щоб визначити, чи дійсно зумовлені угоди (наприклад, угоди про рівень 
сервісу (Service-Level Agreements) ) будуть дотримуватися і чи виконання йде за планом. Нарешті, 
адаптація сервісу потрібна або для відновлення після збою, або для більш повного задоволення 
потреб користувача з точки зору функціональності, продуктивності додатка або управління 
ресурсами. 
 
1.3.1 Опис Веб-сервісу  
 
Опис Веб-сервісу має справу із зазначенням всієї інформації, необхідної для того, щоб мати 
доступ до сервісу і використовувати сервіс. Опис повинен бути багатим, що містить як 
функціональні, так і нефункціональні аспекти сервісу, хоча може також містити інформацію про 
внутрішні процеси сервісу, залежно від того, чи постачальник сервісу або власник вирішує надати 
таку інформацію чи ні. Описи сервісів слід також записати у формальній, добре визначеній мові, що 
дозволяє автоматизовану обробку та верифікацію випущених документів описів. Ці характеристики 
також  надзвичайно корисні при спробі композувати Веб-сервіси. 
 
1.3.2 Композиція Веб-сервісу 
 
Композиція Веб-сервісу включає об'єднання і координацію набору сервісів з метою 
досягнення функціональних можливостей, які не можуть бути реалізовані за допомогою існуючих 
сервісів. Цей процес може бути виконаний вручну або автоматично (або напівавтоматично в деяких 
випадках), а це може статися при проектуванні композитного сервісу, отже, створення статичної  
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схеми композиції або під час виконання, коли цей певний сервіс виконується, що призводить до 
динамічних схем композиції. 
 
1.3.2.1 Автоматизована композиція Веб-сервісу 
 
Процес створення схеми композиції для того, щоб задовольнити ряд цілей, поставлених 
запитувачем, є дійсно складною і багатогранною проблемою, тому що доводиться мати справу з 
багатьма різними питаннями відразу. Насамперед, мова йде про пошук у постійно зростаючому  
глобальному репозиторії сервісів для того, щоб знайти відповідні сервіси, які можуть сприяти 
повному задоволенню потреб користувача. Якщо припустити, що ці сервіси були знайдені, потрібно 
успішно об'єднати їх, вирішуючи будь-які конфлікти та невідповідності між ними, так як вони, 
безумовно, будуть створені різними людьми, що використовують різні мови реалізації і системи. 
Оскільки невідповідності можуть статися під час виконання, може бути необхідно, щоб прогнозувати 
такі події таким чином, щоб гарантувати, що система працюватиме коректно. Нарешті, навіть після 
того, як подолати ці проблеми, ми повинні бути в змозі адаптуватися до динамічних характеристик 
систем на основі сервісів, з сервісами, що працюють автономно, з новими сервісами, що стають 
онлайн, а також існуючими сервісами, що змінюють свої характеристики.  
Спроба подолати всі ці проблеми вручну, напевно призведе до схеми композиції, яка є не 
стійкою до помилок (is not fault-proof), у той час як вся процедура буде споживати  багато часу та 
ресурсів і не може розглядатися масштабованою. Таким чином, очевидно, що певна ступінь 
автоматизації повинна бути введена до процедури композиції. Підходи, які включають 
автоматизацію в створенні схеми композиції, а також під час її виконання, складають основну 
родину, відому як автоматизована композиція сервісу. Автоматизована композиція сервісу була 
«срібною кулею» в дослідженні Веб-сервісу і залучає велику кількість дослідників по всьому світу. 
Основна увага в цьому документі приділяється тому, щоб проаналізувати і порівняти найбільш 
представницькі зусилля в області автоматизованої композиції Веб-сервісу і виявити можливі 
прогалини і недоліки, які можуть бути в центрі уваги майбутніх досліджень.  
1.4 Структура документу 
 
Інша частина цього документа організована таким чином. Глава 2 представляє короткий аналіз 
основних фреймворків опису Веб-сервісу. Цей аналіз здійснюється з точки зору композиції сервісу, 
вивчення того, як ці фреймворки обробляють опис композитних сервісів і які проблеми можуть 
виникнути.  
Глава 3 пропонує всебічний огляд стану справ в автоматизованій композиції Веб-сервісів,  
представляючи найбільш представницькі зусилля в цій галузі в останні роки. Перша частина глави 
присвячена набору вимог, які повинні бути задоволені дослідницькими зусиллями в автоматизованій 
композиції Веб-сервісу, а  також кілька моделей композиції, які були запропоновані і використані 
більшістю дослідників, в той час як друга частина надає докладний опис специфічних дослідницьких 
зусиль. Заключна частина глави пропонує докладне порівняння представлених робіт на основі 
декількох  ключових аспектів. 
Нарешті, розділ 4 досліджує наукові проблеми, які були визначені на основі процесу  
документування стану справ в автоматизованій композиції Веб-сервісу.  
Науково-дослідні прогалини, які ідентифіковані, забезпечили стимули і мотивацію, що 
можуть управляти майбутніми дослідженнями в області автоматизованої композиції Веб-сервісу. 
2 Опис Веб-сервісу 
  
У цій главі будуть представлені найбільш важливі зусилля для розробки питання опису Веб- 
сервісу. У цій презентації буде також зосереджена увага на тому, як ці зусилля маніпулюють описом  
композитних сервісів. Потім ми коротко намітили три основні проблеми штучного інтелекту, які 
безпосередньо пов'язані з описом Веб-сервісу, а саме проблема фреймів (Frame Problem) і його 
кваліфікації і грані розгалуження (Ramification facets) і подивитися, як вони можуть вплинути на 
дослідження Веб-сервісу в цілому.  
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2.1 Web Services Description Language (WSDL) 
  
Web Services Description Language (WSDL) [22] є рекомендація W3C, вже другої версії, яка 
була встановлена в якості мови опису де-факто для Веб-сервісів. Рисунок 2.1 дає огляд елементів, які 
складають WSDL документ. 
Чотири основні елементи WSDL є наступні: 
types: описує види повідомлень, які сервіс буде відправляти і отримувати; 
interface: описує, яку абстрактну функціональність надає Веб-сервіс; 
binding: описує, як отримати доступ до сервісу; 
service: описує, де отримати доступ до сервісу.  
 
2.1.1 Типи WSDL 
 
Типи повідомлень можуть бути визначені в будь-якій мові визначення схеми, XML-схема є 
однією з них, що використовується в WSDL 2.0 Primer. Вони можуть бути чітко визначені всередині 
WSDL документа або імпортовані з зовнішнього документа схеми. У кожному разі, всі типи, які 
будуть використані в описі сервісу, повинні бути визначені перед їх включенням в опис. 
 
2.1.2 Інтерфейси WSDL  
 
Інтерфейси WDSL пропонують абстрактний спосіб опису функціональності сервісу, на 
відміну від конкретного представлення, запропонованого елементами binding та service, що буде 
описано пізніше. Інтерфейс WSDL складається з набору операцій, кожна з них описує просту  
взаємодію між сервісом і клієнтом. Опис реалізується через шаблони обміну повідомленнями, які 
слідують, коли окрема операція викликається. Для кожного повідомлення, що міститься у шаблоні, 
визначається тип повідомлення, використовуючи типи, які були попередньо визначені в WSDL 
документі. WSDL 2.0 містить вісім шаблонів повідомлень, але легко можемо визначити нові. 
 
Рисунок 2.1 – Представлення концептів, які визначені WSDL-документом 
 
2.1.3 WSDL bindings 
 
WSDL binding визначає формат повідомлення і деталі протоколу передачі для інтерфейсу.  
Кожна операція в описі WSDL повинна бути пов'язана з binding. Кілька типових розширень binding 
 7 
визначено в WSDL 2.0, такі як SOAP binding (зв'язування) або HTML binding, але постачальник 
сервісу має право використовувати інші, за умови, що вони підтримуються клієнтом та 
інструментальними засобами сервісу. Синтаксис прив'язок  (binding) паралельний синтаксису 
інтерфейсів, так як кожна конструкція інтерфейсу має еквівалент прив'язки. Зв'язування може бути 
або багаторазового використання, що означає, що binding застосовний до будь-якого інтерфейсу, чи 
ні. 
 
2.1.4 WSDL сервіси 
 
Елемент WSDL сервісу визначає єдиний інтерфейс, який сервіс буде підтримувати, і список 
місць кінцевих точок, де цей сервіс може бути доступним. Кожна кінцева точка повинна також 
посилатися на раніше визначену прив'язку, щоб вказати, які протоколи та формати передачі будуть 
використовуватися в цій кінцевій точці. Допускається, що сервіс має тільки один інтерфейс, але 
існують обхідні шляхи для сервісу, щоб мати можливість виставити кілька інтерфейсів. 
 
2.1.5 Критичні зауваження щодо WSDL 
 
WSDL, навіть у його другій версії, залишається тільки мовою для синтаксичного опису Веб-
сервісів. Проте, це створює серйозні обмеження для додатків сервіс-орієнтованої архітектури. Щоб 
проілюструвати цей факт, давайте розглянемо наступний сценарій. Компонент додатка, якому  
необхідний специфічний сервіс, явно описує цю потребу у формальний, короткий і машино- 
зрозумілий спосіб і завдання сервісу каталогів задовольняти цю потребу. Сервіс каталогів потім 
намагається зіставити опис необхідного сервісу з описами сервісів, які містяться в цьому каталозі. 
Складається список збігів і сервіс-кандидат обирається та автоматично прив'язується до запитуючого 
компонента програми. Цей сценарій не реалізується, бо описи сервісів, запропоновані WSDL, є 
недостатніми і не в змозі впоратися з такими випадками, у зв'язку з повною відсутністю семантики і 
підтримки композиції. 
2.2 Семантичні анотації для WSDL (SAWSDL) 
 
SAWSDL [28] заснована на принципах проекту попередньої роботи і розділяє їх, яка виконана  
IBM і Лабораторією LSDIS Університету Грузії та опублікована як представлення членами W3C з 
назвою Web Service Semantics (WSDL-S) [2]. SAWSDL визначає спосіб семантичного анотування  
WSDL інтерфейсів і операцій, а також типи XML-схем, пов'язуючи їх з поняттями в онтології або 
документі відображення. Механізм анотації не залежить від онтології або мов відображення.  
Анотації призначені, щоб допомогти під час виявлення Веб-сервісу, виклику та композиції. На рис. 
2.2 показані різні елементи опису WSDL і ті, які можуть бути анотовані в SAWSDL чітко позначені. 
Як ми бачимо, існує дві основні конструкції семантичної анотації, через атрибути розширення 
modelReference і schemaMapping. Атрибут modelReference дозволяє кратні анотації, пов'язані із 
заданим WSDL або компонентом схеми XML за допомогою набору URI. Ці URI можуть  
ідентифікувати поняття, які виражені в різних семантичних мовах представлення. SAWSDL не 
визначає той, чи інший шлях, щоб отримати документи, пов'язані з цим URI, просто рекомендовано,  
що URI вирішують документ семантичного визначення концепту, які можуть бути розміщені  
безпосередньо в WSDL документі, за умови, що виражаються за допомогою XML. Атрибути   
modelReference можуть бути використані в WSDL інтерфейсах, операціях і помилках, а також 
елементах XML схеми, типах і атрибутах. 
Що стосується другого механізму анотації, то надаються два атрибути:  
liftingSchemaMapping і loweringSchemaMapping. Вони використовуються для вирішення проблем 
пост-виявлення у використанні Веб-сервісу, оскільки все ще можуть бути невідповідності   
між семантичною моделлю і структурою входів і виходів. Схема відображення встановлює 
відношення між даними екземпляра, визначених за допомогою документа XML-схеми, і  
деякими семантичними даними, визначеними семантичною моделлю (онтологією). Такі 
відображення корисні в цілому, коли структура даних екземпляра не відповідає тривіально 
організації семантичних даних. У той час як liftingSchemaMapping визначає, як екземпляр документа 
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XML перетвориться в дані, які відповідають деякій семантичної моделі, loweringSchemaMapping йде 
в протилежному напрямку, визначаючи, як дані в семантичній моделі трансформуються в дані  
екземпляра XML. 
 
 
 
Рисунок 2.2 – Анотації SAWSDL 
 
2.2.1 Критичні зауваження щодо SAWSDL  
 
Розширення SAWSDL може бути застосовано як до WSDL 1.1, так і WSDL 2.0 документів, 
хоча останній випадок більш плавний (seamless), ніж перший. Виходячи із здатності відображення 
WSDL 2.0 до RDF, SAWSDL-анотовані WSDL документи також можуть бути відображені в RDF. 
SAWSDL тримає семантичну модель поза WSDL, що робить підхід незалежним від будь-якої мови 
онтології. Тим не менш, без опису того, як використання анотацій на різних мовах пов'язані один з 
одним, це досить складно, якщо не неможливо формально визначити запити, запити або 
відповідність між запитами на сервіс та описами сервісів. В результаті SAWSDL може бути 
успішним в анотуванні WSDL з семантичною інформацією, але не пропонує ніякої підтримки для 
автоматичного виявлення сервісів і композиції. Зусилля, описані в наступних розділах стверджують, 
що робити саме це, серед інших. 
2.3 OWL-S: семантична розмітка для Веб-сервісів 
 
OWL-S [55] є результатом спільних зусиль дослідників декількох університетів і організацій, в 
тому числі Університету Торонто, Єльського університету, Університету штату Меріленд в Колледж 
Парку і Карнегі-Меллона, а також SRI International і Nokia. Мета дослідників полягає у створенні 
фреймворка, в якому ці описи Веб-сервісів створюються і розшарюються, використовуючи 
стандартну онтологію, що складається з набору основних класів і властивостей для оголошення і 
опису сервісів. Онтологічні механізми структурування OWL надані з відповідною, веб-сумісною  
структурою мови подання, в межах якої реалізуються цілі. 
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Рисунок 2.3 – Верхній рівень OWL-S онтології 
 
На рис. 2.3 показано структурування OWL-S в суб-онтології. Це структурування 
онтології спрямоване на забезпечення трьох основних типів знань про сервіс, які описані в решті 
цього розділу. 
 
2.3.1 Профіль сервісу 
 
Профіль сервісу дозволяє сервіс-провайдерам рекламувати свої сервіси, які вони пропонують,  
таким чином, що запитувачі сервісів можуть легко знайти те, що вони шукають. Сервіс-провайдери 
можуть створювати свої власні спеціалізовані підкласи Service Profile, щоб задовольнити свої 
потреби. Специфікація має вбудований підклас, Profile, який є всього лише приклад цього. Підклас 
Profile описує три аспекти Веб-сервісу: постачальника сервісу, функціональність сервісу і набір 
характеристик сервісу. Перший аспект підкласу Profile має справу з сутністю, яка надає сервіс і 
містить контактну інформацію про всіх, хто може бути пов'язаний з сервісом. Другий аспект, по суті, 
функціональний опис Веб-сервісу. Він містить входи, які необхідні для сервісу, який буде 
виконаний, передумови, які повинні виконуватися для забезпечення дійсного виконання, 
інформацію, яка генерується як вихід сервісу, а також будь-які ефекти в стані світу, які відбуваються  
від виконання сервісу. Цей набір інформації згадується як IOPEs (Inputs, Outputs, Preconditions and 
Effects). Крім цих двох аспектів, постачальники сервісів можуть вільно включати будь-яку функцію, 
яку вони вважають за потрібне включити в опис сервісу.  
Дуже важливою особливістю, яка повинна бути частиною опису сервісу, є якість сервісу 
(QoS). QoS є основним фактором у виявленні і вибору сервісів, оскільки пошук тільки на основі 
функціонального опису дасть сервіси, які можуть рекламувати необхідні операції, але й можуть бути 
ненадійними, повільними або навіть зловмисними. OWL-S версії 1.2 не надає властивостей, 
пов'язаних з цими функціями, повністю залишаючи їх специфікацію в руках постачальників серівсів. 
 
2.3.2 Service Model (Модель сервісу) 
 
Суб-онтологія Service Model в OWL-S описує функціональність сервісу та визначає способи, 
як  клієнт може взаємодіяти з сервісом для досягнення його функціональних можливостей. Це 
робиться шляхом вираження перетворення даних з входів і виходів і перетворення стану з передумов 
і наслідків. Хоча Profile  і Process Model грають різні ролі в життєвому циклі Веб-сервісу,  це два різні 
представлення того ж сервісу, так що цілком природно очікувати, що IOPEs одного відображені в 
IOPEs іншого. Profile, як правило, є підмножина Service Model, що містить тільки інформацію, яка 
необхідна в цілях реклами Веб-сервісу.  
Аналогічно до класу Service Profile, Service Model також має вбудований підклас, Process. 
Process містить всі IOPEs конкретного сервісу і бачить Веб-сервіс подібно до бізнес-процесу або 
потоку роботи. Важливо розуміти, що процес не є програмою, яка буде виконана, але специфікацію 
способів, якими клієнт може взаємодіяти з сервісом. Процес ділиться на три підкласи, атомарні, 
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прості і композитні процеси. Атомарний процес є опис сервісу, який очікує одне (можливо, складне)  
повідомлення і повертає одне (можливо, складне) повідомлення у відповідь. Це є основною 
одиницею реалізації, яка прямо викликається, передаючи відповідні параметри, і виконується в один 
етап. Простий процес забезпечує, через механізм абстракції, спеціалізовані види атомарних процесів 
або спрощених уявлень композитних процесів для цілей планування і міркування.  
Композитні процеси розкладаються до інших (не композитних або композитних) процесів; їх 
декомпозиція може бути зазначена за допомогою керуючих конструкцій, таких як послідовності, 
Split-Join або If-Then-Else, що представляють послідовні, паралельні і умовні схеми композиції 
відповідно, які обговорюються нижче. Композитний процес не є поведінка сервісу, яку він буде 
робити, але поведінка (або набір поводжень), яку клієнт може виконати, надсилаючи та приймаючи 
серію повідомлень. Одним з найважливіших характеритик композиційного процесу є його 
специфікація, як його входи приймаються окремими підпроцесами і як його різні виходи 
виробляються окремими підпроцесами. 
 
2.3.3 Service Grounding (Заземлення сервісу) 
 
У той час як Service Profile та Service Model описали те, що забезпечує сервіс та його 
внутрішня конструкція і як він працює, Service Grounding визначає деталі того, як отримати доступ 
до сервісу. Багато різних видів інформації беруть участь у цьому: формати протоколу та 
повідомлення, серіалізація, транспорт і адресація. Роль заземлення в основному для подолання 
розриву між семантичним описом Веб-сервісів та існуючими моделями опису сервісів, які в 
основному синтаксичні, таким чином реалізуючи входи процесу і виходи як повідомлення, що 
відправляються і одержуються. Дотримуючись тенденції, встановленої двома іншими 
підонтологіями, Service Grounding має вбудований підклас, Grounding, який пропонує заземлення 
OWL-S на найбільш відому мову синтаксичного опису сервісів, WSDL. OWL-S/WSDL заземлення 
засновано на серії відповідностей між двома мовами:  
1). Атомарні процеси OWL-S відповідають WSDL операціям. 
2). OWL-S входи і виходи відповідають WSDL вхідним і вихідним повідомленням. 
3). OWL-S типи входів і виходів відповідають WSDL абстрактним типам. 
Приклад механізму заземлення, який включає OWL-S і WSDL, що представлено в OWL-S 
специфікації, прямо говорить, що обидві мови потрібні для повної специфікації цього механізму. 
Окремо по собі OWL-S або WSDL не можуть сформувати повну специфікацію заземлення. Обидві 
мови є незамінними в декларації заземлення і це забезпечує поняття OWL-S/WSDL заземлення, яке  
використовує класи OWL як абстрактні типи частин повідомлення, оголошених в WSDL, а потім 
покладається на WSDL конструкції зв'язування (binding), щоб вказати форматування повідомлень.  
 
2.3.4 OWL-Q: розширення OWL для опису Веб-сервісу на основі QoS і виявлення (Discovery) 
 
Хоча OWL-S надає повну онтологію для опису Веб-сервісів, вона залишає визначення  
аспектів QoS на постачальника сервісів. В [46], автори спробувати заповнити цей пробіл, визначаючи 
семантичну, багату і розширювану QoS модель опису для Веб-сервісів, називається OWL-Q. OWL-Q 
спроектована модульно, що включає кілька незалежних аспектів, кожен з яких зосереджений на 
певній частині опису Веб-сервісу на основі QoS. Є аспекти, що стосуються зв’язку OWL-Q з OWL-S, 
опису пропозицій QoS і запитів, метричної QoS моделі, визначення обмежень та деякі інші. OWL-Q 
також включає в себе міркування, дозволяючи визначення правил, щоб міркувати про властивості 
класу. OWL-Q успішно використовується в семантичному описі Веб-сервісу і фреймворку 
виявлення, реалізованому авторами, де кілька алгоритмів метчмейкінгу, засновані на описах OWL-Q, 
розроблені і оцінені. 
2.4 Онтологія моделювання Веб-сервісу (Web Service Modeling Ontology - WSMO)  
 
WSMO [78] являє собою концептуальну модель для опису різних аспектів, пов'язаних з 
семантичними Веб-сервісами, що створена робочою групою ESSI WSMO, яка складається в 
основному з членів DERI та Open University. Мета WSMO та супроводжуючих його зусиль полягає  в 
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тому, щоб вирішити проблему інтеграції застосування для Веб-сервісів, визначивши послідовну 
технологію для семантичних Веб-сервісів. Для формалізації WSMO, робоча група WSMO розробила  
мову моделювання Веб-сервісів (WSML) та визначила кілька варіантів її, кожен з них на основі 
різних формалізмів. Як показано на рис. 2.4, визначені чотири основні компоненти в WSMO і будуть 
викладені в решті цього розділу. 
 
 
Рисунок 2.4 – Чотири основні компоненти WSMO 
 
2.4.1 WSMO онтології і Веб-сервіси  
 
Онтології представляють домен-конкретні термінології для опису інших елементів. Основні 
блоки онтології - це концепти, відношення, функції, екземпляри і аксіоми. Концепти, відношення і 
екземпляри грають ролі, подібні на ті, які ми описали вище в загальному визначенні онтології. 
Аксіоми задаються у вигляді логічних виразів і допомагають формалізувати спеціальні знання 
домену. Функції являють собою спеціалізовані відношення, які мають унарний діапазон.  
Опис Веб-сервісу в WSMO реалізується з використанням двох різних точок зору:  
інтерфейс і можливості. Можливості WSMO схожі на IOPEs, що використовуються в  
OWL-S. Можливість повинна містити передумови і припущення, які повинні бути  
істиною перед виконанням сервісу, постумови, які вірні, якщо сервіс буде успішно виконаний, і 
ефекти, які ілюструють, як виконання сервісу змінює світ. 
Інтерфейс WSMO описує, як функціональність Веб-сервісу може бути 
досягнута. Пропонується подвійний вид операційної здібності Веб-сервісу: оркестровка і 
хореографія. Оркестровка пропонує опис того, як досягається загальна функціональність Веб-сервісу 
за допомогою взаємодії різних постачальників Веб-сервісів, а хореографія, по суті, опис шаблону 
комунікації, який дозволяє споживати функціональність Веб-сервісу. WSMO дозволяє більше одного 
інтерфейсу, які будуть визначені, так що кілька хореографій можна визначити для Веб-сервісу, отже,  
дозволяє декілька моделей взаємодії. Хореографії і оркестровки засновані концептуально на 
абстрактних машинах станів (Abstract State Machines), які  визначають набір станів, де кожен з них 
описується алгеброю і гарантованими переходами, щоб виразити зміни стану за допомогою 
оновлень. 
 
2.4.2 WSMO цілі і посередники 
 
WSMO цілі точно визначають, що запитувач сервісу вимагає від Веб-сервісу, який 
запропоновано. Реквестер (будь-то людина або агент) визначає цілі та відповідна система 
намагається знайти сервіси або комбінації сервісів, які зможуть реалізувати їх. Для того, щоб 
отримати повний опис мети, ми повинні описати інтерфейс і можливості Веб-сервісу, що, якби він  
існував, то він би повністю задовольнив наше прохання. Таким чином, запити та сервіси сильно 
розділені, оскільки запити спираються безпосередньо на описи мети.  
Нарешті, Посередники (Mediators) підключають різнорідні компоненти опису WSMO, коли 
зустрічаються структурні, смислові або концептуальні несумісності. Невідповідності можуть 
виникати на  рівні даних або процесів. Посередники є надзвичайно корисними в розподілених і 
відкритих середовищах, таких як Інтернет, де абсолютно різні об'єкти повинні бути 
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інтероперабельними. Визначені чотири типи медіаторів. Посередники онтології допомагають  
імпортувати елементи однієї онтології в іншу, посередники мети визначають, на якому рівні мета 
еквівалентна іншій, посередники Веб-сервісів допомагають при взаємодії різних Веб-сервісів і 
посередники Web service-to-goal може відповісти, чи Веб-сервіс задовольняє частково або повністю 
мету або, чи вимагає Веб-сервіс задоволення від мети. 
2.5 Semantic Web Services Framework ( SWSF ) 
 
SWSF [8] – це ще одна спроба реалізувати бачення семантичного Веб-сервісу і знаходиться 
під впливом обох - OWL-S і WSMO. Ініціатива Семантичний Веб-сервіс стоїть за SWSF, з 
партнерами, які також внесли внесок у OWL-S, таких як SRI International і Університету Торонто та 
інші важливі партнери, такі як Hewlett Packard, Массачусетський технологічний інститут, Bell Labs 
Research і Стенфордський університет. SWSF складається з двох основних компонентів: Semantic 
Web Services Ontology (SWSO) і Semantic Web Services Language (SWSL). 
SWSL використовується для того, щоб задати формальні характеристики концептів Веб-
сервісів та описи окремих сервісів. Вона включає в себе дві підкатегорії мов. SWSL-Rules заснована  
на логічному програмуванні та міркуванні на основі правил, і використовується для підтримки 
використання онтології сервісу при міркування і в середовищах виконання, підтримуючи 
різноманітні завдання, починаючи від специфікації профілю сервісу до виявлення сервісів, укладання 
контрактів, визначення політики і так далі. Друга підмова SWSL, SWSL-FOL, заснована на логіці 
першого порядку і використовується в основному для вираження формальної характеристики понять 
Веб-сервісу. Обидві підмови є шари для полегшення процесу навчання і, щоб мати можливість 
підтримувати різні спеціалізовані завдання, які не вимагають повної виразної сили мови. 
 
2.5.1 Semantic Web Services Ontology (SWSO) 
 
SWSO представляє концептуальну модель, за допомогою якої Веб-сервіси можуть бути 
описані. Аналогічно OWL-S, SWSO ділиться на три основних компоненти: Service Descriptors, 
Process Model і Grounding. Service Descriptors є еквівалентом до OWL-S Service Profile і WSMO 
нефункціональних властивостей і містять основну інформацію ідентифікації для сервісу, наприклад,  
ім’я сервісу, автор, контактна інформація і так далі. Набір властивостей може бути розширений за 
рахунок включення інших властивостей, домен-орієнтованих чи ні. 
SWSO Process Model забезпечує абстрактне уявлення для Веб-сервісів, їх вплив на світ і 
передачу повідомлень між ними. Вона заснована на Process Specification Language [38], формально 
аксіоматизованій онтології, яка була спочатку розроблена для обміну описами виробничих процесів.  
Фундаментальним будівельним блоком SWSO Process Model є атомарний процес, який  
безпосередньо викликається, не має підпроцесів і може бути виконаний за один крок. Атомарний  
процес пов'язаний з набором IOPEs, які виражаються за допомогою змінних величин. Проте, входи і 
виходи розглядаються як особливі види передумов і наслідків. Вхід є передумовою знання 
(knowledge precondition), в той час як вихід - ефект знання (knowledge effect).  
Композиція сервісів моделюється за допомогою складних діяльностей з використанням 
набору контрольних обмежень (за аналогією з контрольними конструкціями OWL-S), обмежень 
порядку (із зазначенням тільки порядку виконання), обмеження появи (зв'язують обмеження з 
появою конкретної діяльності) та обмеження стану (пов'язуючи спрацьовані діяльності зі станами).  
IOPEs визначені тільки для атомарних процесів. IOPEs зі складних видів діяльності 
виводяться з атомарних процесів, які складають діяльність. Що стосується повідомлень, то SWSO 
відокремлює себе від OWL-S і WSMO, визначаючи чіткі об'єкти для повідомлень і каналів, останні  
дають деяку структуру до того, як повідомлення передаються між сервісами.  
Нарешті, SWSO Grounding дозволяє абстрактним описам SWSO сервісу бути 
пов'язаними з одним або більше конкретних реалізацій, наприклад, WSDL. Центральна роль у 
SWSO/WSDL заземлення полягає в тому, щоб створити середовище виконання з інформацією, яка 
необхідна під час виконання для відправки та отримання повідомлень, пов'язаних з WSDL описами 
сервісів. Визначена наступна серія відповідностей між SWSO і WSDL: 
1). SWSO складні дії відповідають WSDL операціям. 
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2). WSDL шаблони повідомлення відповідають шаблонам повідомлень, що містяться в  
структурі управління комплексних дій. 
3). SWSO повідомлення серіалізуються як WSDL повідомлення за допомогою XML-схеми для 
типів повідомлень. 
2.6 Порівняння 
 
Перед завершенням розмови про опис Веб-сервісів, ми пропонуємо резюме і 
порівняння представлених мов. Ми опускаємо WSDL і SAWSDL від порівняння тому, що перший не 
має будь-якої підтримки семантичного опису і останній не є повністю готовою семантичною  
структурою як OWL-S, WSMO і SWSF, і, як наслідок, вони не можуть порівнюватись на тій же 
основі.  
Серед мов, представлених в цьому розділі, OWL-S є найбільш зрілою мовою і 
найбільш часто використовуваною у виявленні сервісу і дослідницьких підходах композиції. OWL-S,  
однак, не приходить без його недоліків, як це зазначено у [6], які заважають його використовувати в 
практичних сценаріях реального світу. Наприклад, його модель процесу не є модель оркестровки, ні 
модель хореографії. По суті, це поведінковий опис сервісу. Крім того, OWL-S розглядає виконання 
Веб-сервісу як сукупність віддалених викликів процедур, який застосовується тільки до синхронного 
зв'язку, залишаючи асинхронний обмін з картини.  
WSMO також був використаний в багатьох дослідницьких підходах, хоча це не було навколо 
тих пір, поки OWL-S. Модель процесу WSMO пропонує як оркестровку, так і вид хореографії. 
Однак, вид оркестровки досить примітивний, а модель хореографії WSMO містить правила 
переходів, що тільки представляють локальні обмеження. Крім того, WSMO Хореографія повинна 
бути формалізована, щоб дозволити міркування і верифікацію цього.  
Що стосується SWSF, то це дуже амбітний підхід і має найбільш складну формалізацію трьох 
зусиль семантичних фреймворків і покладається на перевірені і доведені основи як для вхідної 
онтології, так і мови. Тим не менше, більшість його функцій присутні або в OWL-S, або WSMO, не 
обов'язково тримати найкраще з обох зусиль. У табл. 2.1 надається порівняння між OWL-S, WSMO і 
SWSF, виходячи з таких критеріїв: 
підтримка виявлення семантичних Веб-сервісів; 
підтримка моделювання процесів (тобто оркестровка, хореографія, поведінковий  інтерфейс); 
формалізми, до яких відображена поведінкова семантика; 
підтримка синхронного і/або асинхронного зв'язку між процесами; 
існування дослідницьких підходів по композиції, які використовують мови. 
 
Таблиця 2.1 – Порівняння фреймворків семантичних Веб-сервісів 
 
 
2.7 Проблеми фрейму, розгалуження і кваліфікації 
 
Дискусія в цьому розділі була спрямована, щоб проілюструвати той факт, що підтримка 
автоматизації завдань, таких як виявлення Веб-сервісів і композиція, вимагає використання багатих, 
формальних, мов семантичних описів і фреймворків, наприклад OWL-S, WSMO і SWSF. Однією з 
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об'єднавчих характеристик цих трьох зусиль є те, що вони використовують нотацію 
передумови/постумови для того, щоб формально виразити специфікацію сервісу. Як було вперше 
виявлено в [16], такі формальні специфікації схильні до сім'ї проблем, пов'язаних з проблемою 
фрейма [42], давньою проблемою в галузі штучного інтелекту. У попередній роботі [7] ми визначили 
існування проблеми фреймів у специфікації Веб-сервісу і запропонували рішення, яке надихнула  
робота по специфікації процедур в [16]. У наступному розділі ми узагальнимо результати цієї роботи. 
 
2.7.1 Рішення проблеми фрейму 
 
Проблема фрейму пов'язана з тим, що в тому числі положень, які заявляють тільки те, що 
змінюється при підготовці формальних специфікацій, є недостатнім, так як це може призвести до 
суперечностей і зменшити можливість формально довести деякі властивості специфікації. Слід також 
включати клаузи, так звані аксіоми фреймів, які явно стверджують, що крім змін, оголошених в 
решті частини специфікації, і нічого більше змін. Рішення проблеми фреймів означає вираження 
аксіом фреймів, не приводячи до надзвичайно довгих, складних, можливо суперечливих, неясних 
специфікацій і в той же час, зберігаючи можливість довести формальні властивості специфікацій.   
Запропоноване рішення включає в себе оголошення, для кожного елемента із специфікації 
сервісу, що ми створюємо, які сервіси можуть призвести до їх зміни. Таким чином, ми не прагнемо 
написати набір аксіом фреймів для кожної окремої специфікації Веб-сервісу, але ми створюємо 
твердження, які пояснюють обставини, за яких кожен предикат або функція можуть бути змінені з 
одного стану в інший. Ці твердження, так звані аксіоми пояснення закриття чи аксіоми зміни, 
забезпечують орієнтовану на стани перспективу на специфікації. Щоб бути в змозі висловити 
аксіоми зміни, пропонується просте розширення логіки предикатів першого порядку, що додає 
особливий предикатний символ, який називається Occur (Відбуваються), і спеціальний символ 
змінної з ім'ям α. Семантика цих двох доповнень проста. Змінна α використовується для позначення 
сервісів, що беруть участь в специфікації. Occur(α) є предикат арності 1, що є істиною, якщо і тільки 
якщо сервіс, позначений змінною α, виконався успішно. 
 
2.7.1.1 Вираження аксіом зміни в мовах семантичних Веб-сервісів 
 
Аксіоми зміни можуть бути виражені у всіх фреймврорках семантичних Веб-сервісів за 
рахунок використання мов правил, включених або підтримуваних ними. Ми коротко намітимо в 
загальних рисах випадки OWL-S, WSMO і SWSO. У OWL-S, самому відомому фреймворку 
семантичних Веб-сервісів, правила виражаються з використанням SWRL [40]. SWRL-FOL [69],  
розширення логіки першого порядку до синтаксису SWRL, більше підходить для наших цілей. У 
SWRL-FOL, предикат Occur може бути виражений як унарний предикат, який має сенс, що його  
аргумент належить до певного класу OWL. Змінна α потім може бути виражена у вигляді окремої  
змінної. (Для прикладу див. прикладену статтю в Додатку. ???? Де він? Додатка нема!!!)  
Що стосується WSMO, мова, яка використовується для вираження правил, є WSML. WSML 
використовує подібні конструкції в SWRL, щоб висловити прості логічні вирази, такі як аксіом зміни 
нашого запропонованого рішення. Таким чином, ми знову виразили Occur як одномісний предикат і 
змінну α як індивідуальну змінну. Нарешті, SWSO включає SWSL як його де-факто мову правил,  яка  
містить дві підмови: SWSL-FOL та SWSL-Rules. SWSL-FOL, повна мова логіки першого порядку, є 
більш ніж достатньою для вираження аксіом зміни. 
 
2.7.1.2 Алгоритм отримання аксіом зміни 
 
Розглянувши способи вираження аксіоми зміни, звернемо увагу на ескіз алгоритму для  
автоматичного створення аксіом зміни, враховуючи опис сервісів з використанням нотації 
передумови/постумови. Повний набір аксіом зміни повинен містити одну аксіому для кожного 
предиката, що міститься у всіх попередніх умовах і постумовах, зазначених в описі. Таким чином, ми 
повинні шукати клаузи умови, щоб знайти кожен окремий включений предикат. Для кожного з цих 
предикатів наші дії залежать від того, чи існує відповідна аксіома зміни. Якщо вона існує, нам не 
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потрібно додавати нову, так як ми вже виразили, чи відповідний сервіс змінив цей особливий  
предикат, чи ні. Якщо вона не існує, ми повинні додати, яка відображає зміну у значенні предиката.  
Для випадку специфікацій композитних сервісів, алгоритм повинен перевірити кожну 
специфікацію сервісу, що бере участь, окремо, щоб створювати аксіоми змін для предикатів, які він 
містить. Крім того, якщо аксіома зміни вже існує для предиката, це не означає, що нам не потрібно 
змінити його, так як, можливо, вона була додана в попередньому кроці, коли ми мали справу з іншим  
сервісом. В результаті, ми повинні зробити окремий пошук для предикатів в кожній специфікації 
залученого сервісу, і для кожного предиката, що ми знаходимо, ми повинні перевірити, чи відповідна  
аксіома зміни вже додано. 
 
2.7.2 Проблема розгалуження  
 
Проблема фрейму тісно пов'язана з двома іншими проблемами в поданні знань на  логічній 
основі, проблеми розгалуження (ramification) і кваліфікації (qualification). В роботі [59] автор 
визначає проблему розгалуження як проблему адекватного представлення і виведення інформації про 
прямі (knock-on) і непрямі ефекти (також відомі як наслідки), які можуть супроводжувати прямі 
ефекти дії чи події. Відношення проблем фрейму і розгалуження є суперечливим: якщо маєш справу 
з проблемою фреймів, висловлюючи, що ніякі інші ефекти не допускаються, за винятком тих, які 
заявлені прямо, то будь-які непрямі ефекти заборонені за визначенням, отже, будь-яке рішення 
проблеми розгалуження виключається. 
Було б цікаво дослідити проблему розгалуження і її наслідки у випадку Веб-сервісів. У цьому 
контексті, можна мати справу з ефектами, які викликані ефектами виконання сервісу, тобто 
виконання сервісу впливає на світ певним чином, яке потім призводить до вторинних ефектів, які є 
похідними від первинних. Знайти спосіб включити такі ефекти у формальну специфікацію Веб-
сервісу, в той же час уникаючи будь-яких конфліктів з вищезгаданим рішенням проблеми фреймів,  
являє собою цікаву задачу. 
 
2.7.3 Проблема кваліфікації 
 
Хоча проблема розгалуження має справу з ефектами дії, кваліфікація займається обставинами  
і умовами, які повинні бути виконані до виконання тієї чи іншої дії. В роботі [59], автор відокремлює 
два основних аспекти, ендогенну і екзогенну проблеми кваліфікації. Ендогенна проблема 
кваліфікації є проблема (а іноді неможливість) перерахування всіх передумов (також відомі як 
кваліфікації), які повинні бути задоволені для дії, щоб мати бажаний ефект і водночас оновлення цих 
кваліфікацій, як нових тверджень, стає частиною наших знань, не приводячи до суперечностей. З 
іншого боку, екзогенна проблема кваліфікації займається кваліфікаціями, які виходять за рамки 
нашої теорії і призводять до суперечності деяких ефектів дії через невідповідності.  
У контексті Веб-сервісів можна стверджувати, що навіть, якщо врахувати специфікацію Веб-
сервісу як повну, завжди можуть бути деякі умови, що не були явно оголошені. Спроба оголосити 
все більше і більше передумов може потім привести до того, що сервіс ніколи не буде можливим 
виконати, або до специфікацій, які відображаються в несумісні з попередніми, нове твердження стає 
частиною наших знань. Крім того,  у разі композиції сервісу, невідповідності можуть виникнути, 
коли кваліфікації нового сервісу, додані до схеми композиції, суперечать ефектам композитного 
сервісу,  що буде змінюватися. Це приклад ефектів екзогенного (а не ендогенного) аспекту проблеми 
кваліфікації, який свідчить, що поле Веб-сервісів пропонує цікавий контекст, в якому можуть бути 
вивчені ефекти та можливі рішення проблеми кваліфікації.  
Ми продовжимо обговорення проблем розгалуження і кваліфікації в заключній главі, де ми 
будемо формулювати деякі проблеми дослідження на прикладах впливу цих проблем у формальних 
специфікаціях Веб-сервісів. 
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3 Сучасний стан 
 
У цій главі буде представлено всесторонній і порівняльний аналіз найбільш репрезентативних 
зусиль в автоматизованій композиції Веб-сервісів. Ми спочатку визначимо деякі вимоги, які повинні 
бути виконані, а потім дамо короткий аналізом найпопулярніших моделей композиції, які були 
запропоновані. Потім буде представлено повний стан автоматизованої композиції Веб-сервісів, в 
рамках чотирьох основних категорій підходів. Наприкінці глави  буде зроблена спроба порівняння 
підходів, заснована на тому, як вони задовольняють тим вимогам, що ми визначили. 
3.1 Вимоги до автоматичної композиції Веб-сервісів 
 
Значне число досліджень на тему композиції Веб-сервісів (автоматизованої чи ні) було  
проведено і опубліковано різними дослідниками по всьому світу протягом останнього десятиліття 
[45], [58], [77], [41], [25], [47], [1], [52]. Більшість з цих досліджень не встановлюють чітко, які 
вимоги до підходу повинні бути виконані для успішного вирішення проблеми автоматизованої 
композиції Веб-сервісу, і жоден з них не містить вичерпного порівняння на основі сказаних вимог. У 
цьому розділі ми представимо і коротко проаналізуємо набір вимог, які повинні виконуватися для 
того, щоб процес композиції вважати успішним, точним і повним. 
 
3.1.1 Автоматизація 
 
Оскільки в центрі уваги нашого дослідження автоматизована композиція Веб-сервісу,  
основною вимогою є те, що створення схеми композиції повинно бути, принаймні частково, (якщо не 
повністю) автоматизовано. Основна мета проектування підходу для обробки композиції Веб-сервісу  
є зведення до мінімуму втручання користувача і прискорити процес отримання композитного 
сервісу, який задовольняє попередньо встановлені потреби користувачів. Автоматизація скорочує 
час, витрачений на створення схеми композиції, порівняно з часом, необхідним в ручному підході до  
композиції, виключає помилки від людського фактора і знижує загальну вартість процесу. Таким 
чином, слід очікувати, що успішний підхід композиції Веб-сервісу забезпечує максимально 
можливий рівень автоматизації. 
 
3.1.2 Динамічність 
 
Визначальною характеристикою підходу композиції сервісів є те, чи проводить він статичну  
або динамічну схему композиції. Ця відмінність тісно пов'язана з часом, у якому схема композиції  
створена, під час розробки або під час виконання. Статичний підхід композиції включає вибір 
компонентних сервісів, які будуть використовуватися, пов'язуючи їх разом, щоб сформувати процес 
композиції і, нарешті, розгортання композитного процесу. Цей процес не може бути змінений в будь-
який час після того, як виконання почалося, звідси, термін композиції під час розробки, який часто 
пов'язують зі статичним підходом композиції. 
З іншого боку, підходи динамічної композиції виробляють абстрактну схему композиції, тобто 
по суті процес композиції без фактичної прив'язки сервісів. Абстрактна схема композиції 
конкретизується під час виконання, коли кінцеві точки сервісів зв'язуються з кожним абстрактним  
завданням у схемі. Динамічність гарантує, що створена схема композиції буде сумісною і 
виконуваною довго після її первісного дизайну. Динамічна схема композиції здатна подолати такі 
питання, як сервіси більше не надаються та сервіси замінюються новими сервісами провайдерами, 
які зробили б статичну схему композиції недійсною, несумісною і неможливою до виконання. З цієї 
причини, динамічні (під час виконання) підходи композиції переважають статичні (в час розробки) 
підходи. 
 
3.1.3 Семантичні можливості 
 
Як було зазначено в розділі 2, семантичні можливості мають фундаментальне значення для 
реалізації сервіс-орієнтованих архітектур. Семантично багаті описи сервісів і цілей композиції 
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можуть бути використані додатками або іншими сервісами без участі людини, що полегшує 
автоматизовану композицію. Крім того, вони дозволяють більш ефективний метчмейкінг сервісів,  
заснований не тільки на входах і виходах сервісів і, як наслідок, для композитних сервісів, які ближче 
до того, що запитав користувач. Таким чином, ефективні підходи композиції сервісу повинні  
використовувати семантичні описи, щоб реалізувати свої цілі. 
 
3.1.4 QoS-поінформованість  
 
Іншою фундаментальною вимогою до автоматизованої композиції Веб-сервісу є QoS-
поінформованість. QoS-обізнані підходи враховують не тільки функціональні характеристики 
сервісів, а й нефункціональні, які мають справу з аспектами якості, такі як час відгуку, ціна, 
доступність і так далі. Враховування аспектів QoS при ухваленні рішення, які послуги включити до 
схеми композиції сервісу, є важливим, коли функціональні вимоги задоволені більш ніж одним  
сервісом. В результаті, композитні сервіси, що виробляються QoS-обізнаними підходами,  
пропонують не тільки можливості, вказані користувачем, але і гарантують найкращу якість. 
 
3.1.5 Недетермінізм 
 
Недетермінізм включає випадки, коли дія може привести до більш ніж одного різних станів,  
залежно від значень деяких параметрів. Для випадку композиції сервісів, недетермінізм 
спостерігається, коли схема композиції включає конструкції вибору (наприклад, if-then-else) або 
цикли (наприклад, repeat-while). Недетермінізм може привести до збільшення кількості можливих 
схем композиції для даного запиту і повинні бути прийняті до уваги при розробці підходу 
композиції. 
 
3.1.6 Часткова спостережуваність (Partial observability) 
 
Реальні додатки принести кілька вимог до таблиці, які не очевидні при розгляді проблеми 
композиції з теоретичної точки зору. Один з цих вимог є часткова спостережуваність, якій 
доводиться мати справу з неповною інформацією початкового стану світу. Ця вимога тісно пов'язана  
з підходами, які засновані на методах планування AI, так як більшість з цих методів вимагає повного 
знання початкового стану світу, яка не легко доступна в реальних додатках. Таким чином, 
ефективний підхід композиції повинен мати справу з неповною (або в деяких випадках 
неправильною) інформацією і управляти так, щоб створити композитні сервіси, незважаючи на цей  
факт. 
 
3.1.7 Масштабованість 
 
Ще одна вимога, яку принесли реальні додатки, є масштабованість. Той факт, що підхід 
композиції добре працює на даному наборі сервісів, не дає гарантії, що він буде працювати так само 
ефективно, з іншим, більшим чи більш складним набором сервісів. Підходи композиції повинні бути 
перевірені на більш великих реєстрах сервісів, щоб вивчити, як це впливає на їх продуктивність. 
Загальним компроміс часто виникає в цьому контексті, що масштабованість порівняно з 
продуктивністю. Важливо визначити частини підходу, які можуть представляти обмеження, і 
спробувати вирішити їх, щоб забезпечити максимальну масштабованість для цієї роботи або навпаки. 
 
3.1.8 Правильність (Correctness) 
 
Правильність композиції потрібна, коли ми хочемо перевірити, чи деякі властивості 
отриманого композитного сервісу витримуються, наприклад, той факт, що він гарантовано 
вироблятиме певний набір виходів на даний певний набір входів і під певним набором умов. 
Правильність встановлюється через методи верифікації (verification techniques), які також були добре 
вивчені спільнотою Веб-сервісів. 
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3.1.9 Незалежність домену 
 
Підхід композиції не повинен бути обмеженим до певного домену (якщо, звичайно, центр 
уваги досліджень не був ексклюзивним для цього домену з самого початку). Повинна бути 
можливість застосувати той же підхід до різних доменів, дозволяючи вирішення широкого кола 
завдань. Ця вимога може бути тяжкою, щоб досягти одночасно при досягненні вимоги семантичних 
можливостей,  так як в деяких випадках семантичні знання є домен-залежними. 
 
3.1.10 Адаптивність 
 
Остання вимога, що ми розглянемо, недавно привернула увагу наукових співтовариств і 
включає в себе здатність сервісу (атомарний або композитний) адаптуватися. Адаптація є процес 
зміни сервіс-орієнтованих застосувань для того, щоб задовольнити нові вимоги і, щоб відповідати 
новій ситуації, продиктованій навколишнім середовищем, на основі заздалегідь визначених стратегій 
адаптації. Адаптація йде на один крок далі від динамічних підходів композиції в тому сенсі, що 
попередній також має справу із зміною вимог, встановлених запитувачем, з якими останній не може 
впоратися.  
Адаптація може бути активною (proactive), з метою змінити застосування до того, як  
відхилення відбудеться під час самої операції, і до того, як таке відхилення може привести до 
проблем, або реактивною (reactive), обробка помилок і відновлення після проблем, повідомлених під 
час виконання. У той час, як ми включаємо адаптивність як вимогу для автоматизованої композиції 
Веб-сервісу, це не означає, що вона повинна бути встановлена в якості мети дослідження для такого 
підходу. Замість цього, дослідник композиції може використовувати результати досліджень з області 
адаптації, так що композитні сервіси, що отримані в результаті розробленого підходу, будуть мати 
можливість адаптуватися. 
3.2 Моделі композиції 
 
Перш ніж викласти найбільш важливі підходи, які були запропоновані для реалізації 
автоматизованої композиції сервісів, ми поглянемо на найбільш адаптовані моделі композиції, які 
були визначені. Ці моделі використовуються більшістю підходів, які утворюють стан у наступному 
розділі, а деякі з них підтримуються фреймворками семантичних Веб-сервісів, представлених у 
розділі 2. Слід зазначити, що ці моделі не використовуються виключно: один підхід може  
реалізувати більше однієї моделі одночасно. 
 
3.2.1 Оркестровка 
 
Як визначено в [68], оркестровка є опис того, як сервіси, які беруть участь в композиції,  
взаємодіють на рівні повідомлень, включаючи бізнес-логіку і порядок, в якому взаємодія повинна 
бути виконана. Таким чином, оркестровка повинна визначити, яке повідомлення відправляється, 
коли і якому сервісу-учаснику. Оркестровку сервісу можна розглядати як проактивність, так як вона  
визначає взаємодії з сервісами, які оркеструє, до того, як відбувається фактичне виконання.  
Деякі дослідники [41, 47] розрізняють синтез композиції і оркестровку. Синтез композиції має 
відношення до синтезу специфікації про те, як координувати компонентні сервіси, щоб виконати 
запит клієнта, генерації плану, який диктує, як досягти бажаної поведінки, шляхом об'єднання 
здатностей декількох сервісів. З іншого боку, оркестровка – це є виконання результату синтезу 
композиції, шляхом координації потоку контролю та даних (control and data flow) між сервісами, які 
беруть у цьому участь, а також це є нагляд і моніторинг цього виконання.  
Оркестровки сервісів, як правило, описуються і виконуються з використанням мов потоку 
робіт (workow languages). Найбільш відомою і повсюдно прийнятою мовою для опису оркестровки 
сервісу є Business Process Execution Language (WS-BPEL) [64]. BPEL є мова на основі XML для 
представлення бізнес-логіки, іншими словами, потік даних і потік керування процесів. Потік 
управління може містити альтернативні шляхи виконання, обробку винятків і помилок, обробку 
подій і додаткові правила і обмеження. Крім того, BPEL процеси містять учасників (Веб-сервіси), які 
 19 
призначені на кожний вид діяльності, що міститься в цьому процесі. У своєму офіційному документі, 
тільки описи WSDL можуть бути пов'язані з процесом BPEL, що обмежує BPEL до статичних і 
синтаксичних (без семантики) композицій сервісів. Тим не менш, були науково-дослідні роботи, які  
спрямовані на усунення цих недоліків і забезпечують підтримку динамічності та семантики. 
 
3.2.2 Хореографія 
 
Хореографія пов'язана з глобально видимими обмінами повідомленнями, правилами взаємодії 
та угодами, які відбуваються між кількома бізнес-процесами. Це їх головна відмітна риса, як вони 
відрізняють від оркестровки, яка, як правило, задає бізнес-процес, що виконується на одній стороні. 
У хореографії партнери знаходяться в повному контролі їх внутрішніх бізнес-процесів і не 
виставляють їх іншим партнерам, якщо вони не є суттєвими для спілкування. Хореографії  
концептуально пов'язані з розмовами, які визначаються як обмін повідомленнями між двома 
партнерами, який слідує правилам загальної хореографії.  
Основна мова для визначення хореографії є Web services Choreography Description Language 
(WS-CDL) [43]. WS-CDL використовує двосторонні взаємодії з одним або двома повідомленнями, 
щоб поступово моделювати будь-яку взаємодію. Основні будівельні блоки є взаємодії request-only, 
response-only і request-response. Існує обмежений набір керуючих конструкцій потоку (послідовний,  
паралельний, вибір та робота-одиниці), щоб представити композицію взаємодій. 
Хоча оркестровка і хореографія можуть бути використані окремо, щоб реалізувати 
композицію сервісу, їх різні точки зору можуть бути об'єднані для більш повного представлення. 
Оркестровка може бути використана для опису сервісів-учасників в низькому рівні абстракції і 
хореографія може дати опис більш високого рівня, як ці оркестровки взаємодіють одна з одною, і 
захопити складні розмови між ними з метою реалізації мети, поставленої запитувачем. Звичайно, 
можна стверджувати, що опис вищого рівня також може бути реалізований з використанням моделі 
оркестровки, але це автоматично означає, що синтез композиції бере участь у створенні опису 
процесу оркестровки, яка може не бути, чого хочуть партнери, отже, залишаючи хореографію як 
найбільш відповідний вибір. 
 
3.2.3 Координація 
 
Координація сервісу включає в себе тимчасове групування набору екземплярів сервісів, 
відповідно до протоколу координації. Цей протокол диктує спосіб, яким сервіси-учасники 
взаємодіють, а також результат взаємодії, чи був він успішним, чи ні. Визначальною 
характеристикою координації є наявність третьої сторони, так званого координатора, який діє як 
сполучна ланка між учасниками і в кінцевому рахунку несе відповідальність за дотримання  
протоколу та рішення і поширення підсумків, після того, як діяльність закінчується. Сервіси, які 
беруть участь у взаємодії, зазвичай не спілкуються один з одним безпосередньо в моделі координації, 
всі комунікації викликає координатор.  
OASIS розробила Composite Application Framework Web Services (WSCAF) [30], який включає, 
зокрема, Web Services Coordination Framework (WS-CF). У WS-CF координація визначається на 
основі трьох складових, координатора, учасників та сервісу координації. Координатор забезпечує 
інтерфейс для учасників. щоб зареєструватись, координує учасників згідно з протоколом і поширює 
результати протоколу. Учасники можуть являти собою окремі Веб-сервіси або композитні. Сервіс  
координації є лише реалізація протоколу координації. 
 
3.2.4 Компонентна модель 
 
Заключна модель, яку ми розглянемо, - це компонентна модель, яку іноді називають монтаж 
сервісу (service wiring). Проводка сервісу полягає у фактичному зв'язуванні входів і виходів, коли 
сервіси в даний час у композиції разом. Показовим прикладом проводки сервісу є Service Component 
Architecture (SCA) [23]. У цій архітектурі сервісні компоненти можуть бути реалізовані на будь-якій 
доступній мові програмування і інкапсульовані, так що всі компоненти використовують такий же  
опис. Сервісні компоненти можуть бути з'єднані разом, щоб сформувати так звану композицію 
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(Composite). Композиції потім можуть працювати як сервісні компоненти самі. Компонентна модель 
може бути використана разом з оркестровкою з останнім описом потоків контролю і даних між 
сервісами-учасниками і попередньою реалізацією фактичних з'єднань входів і виходів  від одного 
сервісу до іншого. 
3.3 Автоматизовані підходи композиції Веб-сервісів 
 
Підходи до проблеми автоматизованої композиції Веб-сервісів були виключно різноманітні і 
пропонують різні інтерпретації того, що повинно бути виконано в підході композиції. Вони також 
відрізняються за ступенем автоматизації, який бере участь у процесі, діапазон від напівавтоматичних 
до повністю автоматизованих підходів. Оскільки наше дослідження фокусується на автоматизованій 
композиції Веб-сервісу, ми будемо опускати чисто ручні підходи.  
У зв'язку з безліччю і різноманітністю існуючих дослідницьких підходів, вкрай важливо 
виконати якесь груповання для того, щоб легше зробити презентацію підходів. Будуть розглянуті 
чотири окремі групи підходів:  
1). Підходи на основі workflow: підходи, які використовують знання з досліджень потоків 
робіт (workflow).  
2). Підходи на основі моделі: підходи, що використовують мови моделювання (мережі Петрі, 
UML, FSMs), щоб представити композиції сервісів. 
 3). Математичні підходи: підходи, які використовують математику (логіки, обчислення, 
алгебри). 
4). AI планування: підходи, які обробляють композицію сервісу як проблему АІ планування. 
 
3.3.1 Підходи на основі workflow 
 
Організація робочого процесу (workflow) та управління були однією з основних тем 
дослідження протягом більше двадцяти років. У результаті, багато зусиль було на те, як представити  
послідовність дій. Малювання в основному виходило з того, що композитний сервіс концептуально 
схожий на робочий процес, можна використовувати накопичені знання в товаристві робочих 
процесів, щоб спростити композицію Веб-сервісу. Фреймворки композиції на основі методів 
workflow були одним з перших рішень, запропонованих для автоматичної композиції Веб-сервісів. 
Спочатку більшість робіт зосереджувались на статичних і ручних композиціях. Більш пізні роботи,  
проте, спробували реалізувати автоматизовану комозицію Веб-сервісу. У зв'язку із зростанням 
популярності BPEL, більшість підходів у цій категорії використовують BPEL в тій чи іншій формі. 
Majithia та ін. [51] представити структуру, яка автоматично будувала схему композиції Веб-
сервісу з метою високого рівня. Вхідна мета подається на абстрактний генератор робочого процесу, 
який намагається створити абстрактний робочий процес (написаний на BPEL), що задовольняє ціль,  
або за допомогою вже згенерованих робочих процесів, або їх підмножини, які зберігаються у 
репозиторії, або повернувшись, щоб знайти ланцюжок сервісів, які задовольняють ціль. Абстрактний 
робочий процес потім конкретизується, або шляхом знаходження існуючих сервісів через алгоритм 
метчмейкінгу, який зіставляє входи та виходи і пов'язує їх в робочий процес, або шляхом 
рекурсивного виклику абстрактного генератора робочого процесу, якщо ніякого сервісу не можна 
знайти для дії. 
PAWS [4] є фреймворк, розроблений Politecnico di Milano, який зосереджений на адаптації та 
еластичності сервісних композицій, змодельованих як бізнес-процеси. Як показано на рис. 3.1, 
конструктори створюють процес BPEL, який потім анотований з глобальними і локальними  
обмеженнями, які, як правило, відносяться до аспектів QoS. Обмеження виражаються у вигляді угод 
про рівень сервісу (Service-Level Agreements - SLA). Для кожного завдання у створеному процесі,  
удосконалений модуль пошуку сервісу намагається знайти сервіси, які мають необхідний інтерфейс 
(виражений в WSDL або SAWSDL) і не порушують ніяких обмежень, шляхом виконання SLA 
переговорів. Якщо точні збіги інтерфейсів не знайдені, використовується посередник, щоб  узгодити 
розбіжності інтерфейсу. Для кожного завдання обирається більше одного кандидата сервіса. Коли 
процес в кінцевому рахунку виконується двигуном BPEL, один кандидат-сервіс викликається для 
кожного завдання. PAWS також підтримує самовідновлення, що дозволяє відмовні сервіси замінити  
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іншими сервісами-кандидатами і в той же час дозволяючи дії з відновлення, щоб скасувати 
результати несправних сервісів. 
Fujii і Suda [31, 32] пропонують архітектуру на основі семантики, контекст-обізнану, 
динамічну композиціє сервісів, яка надихнута компонентною моделлю, згаданою в попередньому 
розділі. Вони вводять CoSMoS, семантичну абстрактну модель і для компонентів сервісів, і для 
користувачів, яка є основою для всіх необхідних представлень їхнього фреймворка. Їх підхід 
композиції, названий SeGSeC, включає в себе прийом запиту на природній мові від користувача, яка 
аналізується за допомогою вже існуючих технологій аналізу природньої мови в екземпляр моделі 
CoSMoS. Це подається в модуль синтезу робочого процесу, який створює виконуваний робочий 
процес шляхом виявлення і сполучення компонентів на основі запиту і функціонального опису 
компонентів. Модуль синтезу робочого процесу, очевидно, обмежується послідовними і 
паралельними схемами композиції. Тоді модуль семантичного узгодження (matching) гарантує, що 
обрані компоненти семантично еквівалентні із запитом користувача. Якщо більш ніж один 
компонент задовольняє як функціональні, так і семантичні властивості для даної задачі, то 
використовується контекстна інформація, на основі правил, визначених користувачем, або на основі 
історії попередніх рішень, для того, щоб вибрати найбільш підходящий компонент. Остаточний 
робочий процес потім виконується і контролюється . Коли виявляється збій сервісу або сприймається 
зміна контексту, робочий процес може бути динамічно змінено, щоб адаптуватися до цих змін.  
В цілому, можна зробити висновок, що в той час, як підходи композиції на основі workflow 
еволюціонували від пропонуючи тільки ручні і статичні методи композиції до підтримки 
автоматизації і динамічності, то робочі процеси обмежуються простими схемами, такими як 
послідовне і паралельне виконання, або в інших випадках, наприклад як PAWS, автоматизація 
підтримується тільки під час виконання та адаптації робочого процесу, в той час як процес 
проектування робочого процесу є ручним. Цей недолік був розглянутий шляхом об'єднання методів 
на основі workflow з методами AI планування. Ми розглянемо такі роботи, коли аналізуватимемо 
підходи композиції на основі планування. 
 
 
 
Рисунок 3.1 -  PAWS framework 
 
 
3.3.2 Підходи на основі моделі 
 
Композиція на основі моделі або керована моделлю (model-driven) слідує пропозиції теорії 
систем, щоб підняти рівень абстракції в цілях боротьби зі зростанням складності систем. Підходи в 
цій категорії використання вже вивчені і встановлено моделі для представлення Веб-сервісів і 
композиції сервісів, використовуючи при цьому більш високий рівень опису у верхній частині 
традиційного опису сервісів у WSDL, OWL-S або аналогічного фреймворка опису.  
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Берарді та ін. [11] представили E-Service Composition (ESC), інструмент прототипу, який 
реалізує метод на основі моделі для автоматизованої композиції сервісів з використанням кінцевих 
автоматів (Finite State Machines  - FSMs). Вони стверджують, що поведінка сервісу може бути 
змодельована за допомогою двох схем, зовнішньої схеми, що визначає його поведінку на експорт 
(зовні видиму), і внутрішньої схеми, що містить інформацію про те, який екземпляр сервісу виконує 
кожну дану дію, яка є частиною загального процесу сервісу. Обидві схеми виражаються з 
використанням моделей FSM. При спробі синтезувати композицію, зовнішні FSM моделі доступних 
сервісів і цільовий сервіс перетворюються в формули модальної логіки в Deterministic Propositional 
Dynamic Logic (DPDL). Якщо отриманий набір формул задовольняється, то FSM для цільового 
сервісу існує і генерується. Автоматично синтезовані FSM потім можуть бути перетворені в процес 
BPEL і виконані BPEL двигуном. У більш пізній роботі [12], Берарді та ін. замінили FSM на  системи 
переходів (Transition Systems) та використовували поняття моделювання, щоб віртуально обчислити 
всі можливі композиції відразу. Проте, робота не вирішує питання недетермінованості і часткової 
спостережуваності. 
Skogan ін. [80] запропонували метод, який використовує UML-діаграми діяльності для 
моделювання композиції сервісів. UML-діаграми потім використовуються для створення 
виконуваних BPEL процесів, використовуючи XSLT перетворення. Хоча ця робота тільки 
використовує WSDL описи сервісу в якості входу до UML трансформації, у подальшій роботі [37]  
знімається це обмеження, вона також розглядає описи семантичних Веб-сервісів в OWL-S і WSMO, а 
також підтримує QoS атрибути. Це дозволяє динамічність, оскільки BPEL процеси, які створюються, 
є абстрактні і пов'язуються з конкретними сервісами тільки під час виконання. Крім того, сервіси  
ранжуються на основі властивостей QoS, якщо більше одного екземпляра сервісу задовольняє дану 
задачу. Проте, обидві роботи не пропонують повну автоматизацію, так як модель композиції  
створюється вручну. Крім того, робота Gronmo і співавт. [37] представляє тільки методологію їх 
підходу, керованого моделями, без розгляду, чи може і як бути реалізована така методологія.  
Мережі Петрі були використані багатьма дослідниками в композиції Веб-сервісів на основі 
моделі [62, 39]. Brogi і Corfini [19] представили Service Aggregation Matchmaking (SAM), систему, яка 
в змозі виявити композиції сервісів або створити їх, коли відповідної композиції для даного запиту 
не буде знайдено. Модель, що використовується для представлення Веб-сервісів, є Consume-Produce-
Read (CPR) Nets, простий варіант стандартних мереж Петрі умова/подія, визначений авторами, щоб 
правильно моделювати потік управління і потік даних сервісу. Автори надали транслятора з OWL-S 
описів до CPR мереж. Фреймворк SAM може обробляти як функціональні, так і поведінкові запити 
(тобто запити, які оголошують бажані функціональні властивості сервісу або його бажану поведінку). 
Функціональний аналіз повертає набір сервісів-учасників на основі функціонального запиту.  
Поведінковий аналіз може генерувати композитний сервіс на основі набору сервісів-учасників і 
поведінкового запиту. Композиція сервісів базується на композиції CPR мереж, які формально 
визначені авторами. 
Fan та ін. [27] запропонували поняття синтезованих Веб-сервісів як уніфікований  
формалізм, щоб охарактеризувати кінцевий автомат (Finite State Automata) і абстракції 
перетворювачів для моделювання Веб-сервісів. Використовуючи поняття синтезованих Веб-сервісів, 
вони формалізували ряд проблем прийняття рішень, наприклад, знайти, чи два сервіси еквівалентні,  
або валідність виконання сервісу, а потім розрахувати складність синтезу композиції синтезованих 
Веб-сервісів. Подальша робота [24] також розглядає проблему агрегування стосовно синтезованих 
Веб-сервісів, іншими словами, проблему синтезу композиції синтезованих Веб-сервісів, 
максимізуючи або мінімізуючи вихід. Обидві роботи є порівняно недавніми і на попередньому етапі 
та тільки вивчають проблеми на теоретичній основі, не розглядаючи  досі питань реалізації. 
 
3.3.3 Підходи на математичній основі 
 
Ця категорія підходів створена для того, щоб включати в себе всі підходи, які не вписуються в 
одну з трьох інших категорій і в той же час мають загальну характеристику на базі математичних 
основ, таких як різні логіки, числення і алгебри (звідси термін математична основа). Звичайно, це 
жодним чином не означає, що підходи, які не включені до цієї категорії, не можуть бути засновані на 
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математиці, але вони в остаточному підсумку були згруповані в інших категоріях через наявність 
подібності, яка сильніше загальної математичної основи.  
Використання алгебраїчних мов процесів, таких як CCS [60] або пі-числення [61], було 
підтримано для композиції Веб-ервісів, оскільки специфікації процесу, які включені в фреймворки 
Semantic Web, такі як WSMO або SWSF, формально засновані на алгебра процесів. Як показано в 
[58], пі-числення може бути використано для опису і композиції Веб-сервісів. Процеси в пі-численні 
можуть бути послідовностями інших процесів, паралельними  композиціями, рекурсивними 
виконаннями, або виборами між операціями, таким чином можна виразити всі основні схеми 
композиції. Отримання і відправлення інформації між процесами формалізується як вхідні і вихідні 
артефакти, якими обмінюються через канали. Можна також ввести типи для входів і виходів. 
Абстрактні описи, які пропонуються пі-численням, можуть бути використані, щоб перевірити 
коректність інформації та інші властивості композицій. 
В роботі [76] автори пропонують використання лінійної логіки для автоматизованої 
композиції Веб-сервісів. Лінійна логіка є розширенням класичної логіки для моделювання поняття 
розвиток стану (evolving state), шляхом відстежування ресурсів. Автори пропонують автоматичну 
трансляцію описів OWL-S до наборів аксіом лінійної логіки. Потім вони використовують 
доказ теорем для отримання композитного сервісу. Цільовий сервіс виражається у вигляді секвенції 
(sequent) в лінійній логіці і прувер (prover) генерує всі можливі композиції, які потім переводяться у 
моделі процесів з використанням мови процесу в стилі пі-числення. Можна далі перевести такі 
моделі в BPEL робочі потоки (workows). Проте, самі автори визнають, що використання  підмножини  
висловлювань лінійної логіки обмежує представлення властивостей Веб-сервісів.  
Lecue та ін. [49] використовують той факт, що OWL-S заснована на дескриптивних логіках і 
пробують використовувати DL міркування, щоб реалізувати композицію сервісів. У попередніх 
роботах автори визначили причинно-наслідкові (causal) зв'язки, як семантичні зв'язки між входами і 
виходами сервісів. Є п’ять типів причинно-наслідкових зв'язків: точний (exact), пагін (plugin) (якщо 
вихід є підконцепт входу), категоризації (subsumption) (якщо вихід є супер-концепт входу), перетин 
(intersection) (якщо перетин виходу і входу здійсненний) і не перетинаються (disjoint) (коли вхід і 
вихід несумісні). Враховуючи набір сервісів, матриця причинно-наслідкових зв'язків (causal link 
Matrix - CLM) може бути побудована, враховуючи всі можливі причинні зв'язки. Автори розширили 
CLM для підтримки нефункціональних властивостей. Розширена матриця CLM+ використовується в 
їх підході композиції, який передбачає отримання запиту, виконання виявлення сервісів для того, 
щоб знайти набір кандидатів-сервісів, обчислення CLM+ для цих сервісів, і намагання поступово 
досягти виходу запиту, починаючи від входу. На кожному кроці рішення засноване на відповідностях 
(matches), виведених з CLM+ між виходом останнього вибраного сервісу і входами всіх кандидатів 
сервісів. Блок-схема алгоритму композиції показана на рис. 3.2. 
 
 
 
Рисунок 3.2 – Алгоритм композиції Lecue et al. 
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3.3.4 Підходи АІ планування 
 
Остання категорія автоматизованих підходів композиції Веб-сервісів включає в себе всі 
науково-дослідні роботи, які використовують методи AI планування для того, щоб генерувати схеми 
композиції. Методи AI планування залучають формування плану, що містить низку дій, необхідних 
для досягнення цільового стану, встановленого запитувачем сервісу, починаючи від початкового 
стану. Всі підходи у цій категорії покладаються на один з багатьох методів планування, що 
запропонувало АІ співтовариство, і включає його в фазу створення моделі процесу для фреймворку  
композиції.  
Проблема АІ планування (в класичному сенсі) може бути описана як п'ятірка  {S, s0, G, A, Г} 
[20], де S є набір всіх можливих станів світу, s0   S позначає початковий стан планувальника, G   S 
позначає набір цільових станів, які система планування намагається досягти, A є набір дій, які 
можуть бути виконані для того, щоб досягти стану мети, та Г   S A S є відношення переходу, яке 
описує результуючий стан або стани, коли якась дію виконується в даному стані світу. Якщо 
врахувати, що А доступні сервіси, G мета, поставлена запитувачем, і модель стану, пов'язана з S, s0 і 
Г, і застосована до доступних сервісів, то ми можемо використати існуючі рішення проблеми АІ 
планування, для того, щоб вирішити проблему композиції Веб-сервісів. Слід зазначити, що ця 
кореляція не наслідується всіма підходами у цій категорії. 
У зв'язку з великою кількістю підходів, які потрапляють в категорію АІ планування, ми 
буде використовувати додаткову класифікацію, засновану на типі використовуваного методу AI 
планування. Класифікація введена роботами Чан і співавт. [21] і Ghallab ін. [35]. 
Будуть розглянуті чотири категорії методів планування:  
1). Класичне планування: підходи, які включають планування в просторі станів або в 
просторі планів. 
2). Неокласичне планування: підходи, які використовують планування на основі графа,  
здійснимість висловлювань і задоволення обмеження. 
 3). Евристика і стратегії контролю: підходи, що включають уточнення часткового порядку 
(Partial Order Reаfinement),  планування ієрархічної мережі завдання (Hierarchical Task Network) та 
планування на основі ситуаційного числення. 
4). Інші методи планування: абдуктивне (abductive) планування в численні подій і  
планування на основі перевірки моделі (model checking). 
 
3.3.4.1 Класичне планування  
 
Класичні підходи до планування засновані на визначенні, даному на початку  
даного розділу, та залучають пошук простору станів, щоб знайти серію переходів із стану в стан  
з початкового стану в стан мети. Класичне планування іноді включає розкладання мети до підцілей і 
генерацію окремого плану для кожної підцілі, метод, відомий як планування простору плану (plan-
space planning). 
В роботі [3] автори намагаються ввести планування в традиційну, на основі потоку робіт 
(workow), композицію сервісу. Враховуючи абстрактний потік BPEL (без конкретних сервісів, 
пов'язаних із завданнями), мета полягає у тому, щоб використати методи планування, щоб  
конкретизувати потік робіт (workow). З цією метою OWL-S описи сервісів транслюються в Planning 
Domain Definition Language (PDDL) [34], щоб стандартизувати домен планування та мови опису 
проблеми (практика перекладу описів сервісів для PDDL є звичайним явищем у багатьох підходах у 
категорії АІ планування). Потім PDDL описи подаються на фреймворк планування Planner4J IBM, 
яка містить безліч алгоритмів планування, в тому числі класичного планування. Під час виконання  
для кожного завдання в абстрактному BPEL потоку запитується конкретний сервіс з модуля 
планувальника. Якщо сервіс не знайдений, планувальник намагається вирішити проблему 
планування з набором доступних сервісів у якості входу. Цей підхід напівавтоматичний, оскільки  
створення абстрактного потоку відбувається вручну. 
Цзен та ін. [88] пропонують формулювання композиції сервісів, як цілеспрямовану проблему 
планування (goal-directed planning), яка приймає три входи: набір правил композиції сервісу  
конкретного домену (які визначаються вручну), опис бізнес-цілі або цілі, та опис бізнес-припущень   
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(організаційних правил і структур). З цією метою вони розробляють онтологію, щоб представляти ці 
концепти, і процес генерації триступеневої схеми композиції. На першому етапі, названому зворотна 
побудова ланцюжка (Backward-Chaining), використовуються правила композиції, намагаються 
створити ланцюжок, починаючи з бізнес-цілі і рухаються у зворотному напрямі, поки немає більше 
правил або досягається початковий стан. Другий крок, пряма побудова ланцюжка (Forward-Chaining), 
слідує в протилежному напрямку, і намагається завершити схему композиції, створену на першому 
етапі, додавши сервіси, які можуть знадобитися за результатами деяких завдань. Заключний етап, 
виведення потоку даних (Data-Flow-Inference), додає потік даних до схеми композиції, оскільки  
попередні кроки тільки сприяли аспектам потоку управління для композиції. 
 
3.3.4.2 Неокласичне планування 
 
Неокласичне планування включає методи, які розширюють поняття класичного планування. 
Вони включають планування на основі графа, де будується план-граф всіх можливих станів і 
переходів (або підмножина всіх) і задоволення обмеження, де проблема планування транслюється до 
набору обмежень і вирішувач (solver) спробує знайти модель, яка задовольняє всім обмеженням.  
В роботі [75] автори представляють змішаний початковий фреймворк для виявлення 
семантичних Веб-сервісів і композиції, вибираючи не автоматизовану всю процедуру, але з 
урахуванням втручання користувача в прийнятті ключових рішен . Їх двигун композиції поєднує в 
собі міркування на основі правил на OWL онтологіях з функціональністю Jess і планування на основі 
алгоритму GraphPlan. GraphPlan вибрали тому, що він забезпечує аналіз досяжності, щоб визначити, 
чи даний стан може бути досягнуто з іншого стану і диз'юнктивного уточнення, а саме додаванням 
обмежень між ступенями з метою вирішення можливих невідповідностей. Планування 
використовується, щоб запропонувати схеми композиції для користувача, а не примусове рішення, 
яке є найбільш реалістичним підходом, як стверджується авторами.  
Планування на основі графа також використовується в роботі Wu і співавт. [87] для того, щоб 
реалізувати композицію сервісів. Автори пропонують власну абстрактну модель для опису сервісу, 
яка по суті є продовженням SAWSDL, більш нагадують OWL-S і WSMO. Крім того, вони моделюють 
запити на сервіс та сервісні композиції з аналогічними семантичними артефактами. Потім вони 
розширюють алгоритм GraphPlan, щоб працювати з моделями, які вони визначили. Вони також 
додають обмежену підтримку детермінізму, дозволяючи цикли, тільки якщо вони визначені 
заздалегідь. Заключна система приймає запит користувача, визначений за допомогою моделі авторів, 
і витягує виконуваний потік BPEL, як показано в архітектурі на рис. 3.3. 
 
 
 
Рисунок 3.3 – Архітектура композиції Wu et al. [87] 
 
Наступні дві роботи представляють собою поєднання неокласичного планування та 
планування ієрархічної мережі завдання, яке є методом, що відноситься до наступної категорії, 
«Евристика та стратегії управління». Beauche і Пуаз [9] використали GraphHTN як метод планування, 
який розширює алгоритм GraphPlan з декомпозицією завдання, яка є визначальною характеристикою 
планування HTN. Основна мета авторів полягає в розширенні GraphPlan з можливостями адаптації. 
Вони вводять оригінальні семантичні структури для опису можливостей і даних, які беруть участь у 
сервісах. Ці структури дозволяють як вертикальну адаптацію, використовуючи семантичні 
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відношення між можливостями і заміна одного сервісу на еквівалентний, але і горизонтальну  
адаптацію, замінюючи відсутні дані семантично еквівалентними. Остаточний згенерований план 
перетворюється на YAWL потік робіт. YAWL - це мова потоку робіт, яка була розширена для 
підтримки Веб-сервісів, а також може бути трансформована в BPEL, якщо це необхідно.  
В роботі [66] автори об'єднали задоволення обмежень (неокласичний метод) з HTN. 
Користувач виражає запит на сервіс, який транслюється у допустимий вхід для HTN планувальника  
(автори використовують найбільш авторитетний HTN планувальник, Shop2). Планувальник HTN 
виробляє потік завдань і набір обмежень, які потім подаються до вирішувача задоволення обмежень 
(Constraint Satisfaction solver), який намагається знайти рішення, яке задовольняє всім обмеженням,  
викликаючи підходящі сервіси, відповідно до даного потоку задачі. Автори вказують, однак, що 
генерування вирішуваного набору задоволення обмеження може бути дуже важким для деяких 
доменів і може зажадати втручання експерта, щоб створити більш широкий набір. 
 
3.3.4.3 Евристика та стратегії управління  
 
Методи в цій категорії використовують евристики для визначення, де проводити наступний 
пошук, або керуючих правил, щоб скоротити простір пошуку. Розглянемо спочатку часткову 
деталізацію порядку (Partial Order Refinement), яка заснована на плануванні простору плану і 
виробляє неповні плани, де не всі завдання впорядковані, таким чином, вироблені плани можуть мати 
більше однієї лінеаризації. Тоді ми будемо розглядати планування ієрархічної мережі завдання 
(Hierarchical Task Network planning), яке вперше згадувалось в попередній категорії, воно було в 
поєднанні з неокласичними методами. Планування HTN включає розкладання потрібної задачі на 
підзадачі і рекурсивно застосовується розкладання до того, поки отримані підзадачі можуть бути 
задоволені. Нарешті, ми розглянемо роботи, засновані на Golog, мові логічного програмування, яка  
заснована на численні ситуацій. 
Peer [70] використовує планувальник часткового порядку (Partial Order Planner), а саме 
VHPOP, який використовує PDDL як вхідну мову. Автор визначив своє власне семантичне 
представлення Веб-сервісу, яке належним чином перекладено до PDDL описів. Ці описи подають до 
VHPOP разом з набором зв'язків між завданнями, щоб уникнути того, що призводить до 
виробництва одного або більше планів, можливо, частково визначених. Тому немає гарантії, що план 
або плани фактично транслюються до успішного виконання, фреймворк починається з виконання 
першого кроку. Якщо це не вдається, то виконується перепланування і генерується новий план,  
враховуючи умови відмови. Якщо виконання першого завдання в плані має успіх, ми перейдемо до 
другого завдання і так далі. 
В роботі [44] автори наслідують аналогічний підхід, але вони використовують описи OWL-S  
(замість створення власної онтології сервісів), які так само транслюються до описів PDDL. Вони 
використовують інший планувальник, однак, планувальник гібридного евристичного пошуку, який 
поєднує планування на основі графа і HTN. Це поєднує в собі переваги двох підходів до планування, 
а саме той факт, що планування на основі графа завжди знаходить план, якщо він існує, і 
розкладання, запропоноване HTN плануванням. Фреймворк також включає в себе компонент 
перепланування,  який здатний відрегулювати застарілі плани під час виконання. Архітектура 
фреймворку показана на рис. 3.4. 
Більш остання робота Сохраб і McIlraith [81] вводить преференції і правила для планування 
HTN. Автори розширити PDDL, щоб підтримати переваги для декомпозиції завдань, а також 
вираження переваг з метою більш кращої параметризації завдання. Вони також включають в себе 
норми (regulations) (перевірка-орієнтовані обмеження, такі як обмеження безпеки), які повинні бути 
дотримані будь-яким згенерованим планом. Вони вводять модифікований алгоритм планування HTN, 
HTNWSC, який бере до уваги як переваги, так і правила у процедурі генерації плану.  
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Рисунок 3.4 – Архітектура композиції Klusch et al.  
 
Перед розгалуженням до HTN-рішень, McIlraith і Son [57] спершу дослідили планування на 
основі логічного програмування з Golog. Вони розширили і налаштували Golog для підтримки 
персоналізованих обмежень і недетермінізму в послідовних обмеженнях і змінили ConGolog, 
інтерпретатор Golog, щоб реалізувати ці вдосконалення. Ця робота була розроблена одночасно з 
визначенням OWL-S (тодішній DAML-S) і була однією з перших, хто вважав семантичні Веб-сервіси 
як вхід до планувальників через трансляцію до PDDL. Кілька років по тому Фан та ін. [71] 
транслювали OWL-S безпосередньо до числення ситуацій і використовували інтерпретатор 
ConGolog, розширивши його до підтримки збору інформації, але ігноруючи будь-які розширення, 
запропоновані McIlraith і Son. Крім того, [50] висуває попередню роботу Lecue та ін. [49], яка  
використовує методи DL міркування і інтегрує їх з розширеним Golog інтерпретатором, який може  
обчислити умовні композиції Веб-сервісів і може розробити стратегію для автоматизованого 
розгалуження за допомогою причинно -наслідкових зв'язків і законів. 
Останнім часом в роботі [82] запропонували введення преференцій для планування з Golog, в 
дусі паралельної роботи тих же авторів [81]. Уподобання виражаються за допомогою мови першого 
порядку, які визначаються авторами і використовуються в модифікованій версії інтерпретатора 
Golog. Результати оцінки показують ефективність введення преференцій, щоб знайти оптимальні 
композиції. 
 
3.3.4.4 Інші методи планування 
 
В роботі [5] використовується планування як докази теорем в численні подій (event calculus) в 
якості засобу для створення композицій сервісів. Проблема планування в численні подій 
формулюється за допомогою знань в предметній області, аксіом числення подій та цільового стану. 
Абдуктивний доказник (prover) теорем генерує план, який являє собою серію подій, а також набір 
темпоральних впорядкованих предикатів, даючи часткове впорядкування подій. Автори розглядають  
автоматичну трансляцію з OWL-S в числення подій, але ще не реалізували це. Крім того, той факт,  
що не існує логічної мови програмування еквівалентної до Golog, числення подій робить вираз 
процесів досить складно.  
Остання парадигма планування, що ми будемо розглядати, є планування як перевірка моделі 
(model checking). Fondazione Bruno Kessler в Тренто, Італія, проводить дослідження в цій області 
протягом декількох років. Оригінальні роботи Traverso і Pistore [85, 72] пробують використовувати 
планування за допомогою перевірки моделі, щоб ефективно боротися з недетермінізмом, частковою 
спостережуваністю і складними цілями. Моделі OWL-S процесу переводяться в системи переходів із 
стану в стан (state transition systems) аналогічним чином, як і Нараянан і McIlraith [62] переводять їх в 
мережі Петрі. Цілі виражаються з використанням EAGLE, мови специфікації вимог. Системи 
переходів із стану в стан і описи мети подаються на планувальник MBP і оцінка показала, що в той 
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час, як правильні плани були зроблені, процедура не дуже добре масштабується, в основному через 
те, як були виражені цілі. 
Подальші зусилля Pistore та співавт. [73, 74, 14] спробували вирішити питання  
масштабованості шляхом визначення відповідної моделі для забезпечення опису рівня знань для 
компонентних сервісів. У цих роботах BPEL робочі потоки (workflows) використовуються в якості 
входу замість OWL-S моделей процесу і переводяться до їх моделей рівня знань (в основному набір 
пропозицій). Враховуючи мету композиції, вони автоматично генерують своє представлення на рівні 
знань, яке оголошує, що композитний сервіс повинен знати і як змінні мети і функції повинні бути 
пов'язані з змінними та функціями компонентних сервісів. Це нове представлення цілей призвело до 
збільшення масштабованості. 
Ці результати досліджень були включені у фреймворк ASTRO [84], що дозволяє реалізувати 
автоматизовану композицію сервісів. ASTRO приймає BPEL-процеси в якості вхідних даних, передає  
їх в планувальник, який реалізує планування як метод перевірки моделі та експортує  результуючі  
плани у вигляді BPEL-процесів. ASTRO також включає в себе виконання і компонент моніторингу на 
основі двигуна ActiveBPEL.  
Більш пізні роботи з команди FBK були зосереджені на розробці нових моделей для 
специфікації вимог потоку даних [53] і потоку управління [13]. Вимоги до потоку даних вказують, як 
вихідні повідомлення (повідомлення, що відправляються на компонентні сервіси) отримуються із 
вхідних повідомлень (повідомлення, отримані від компонентних сервісів). Вимоги до потоку 
управління включають умови припинення і транзакційні питання. Вимоги до потоку даних  
переводяться в системи переходів із стану в стан, а вимоги потоку управління перекладаються мовою 
EAGLE, хоча попередня робота показала, що це викликало деякі проблеми масштабованості. Робота 
[54] показала, як ці недавні дослідження включено у фреймворк ASTRO. 
3.4 Порівняння 
 
У цьому розділі ми представимо порівняльні таблиці для всіх підходів, представлених в 
в попередньому розділі. Порівняння буде ґрунтуватися на вимогах, які були 
викладені на початку цієї глави. Табл. 3.1 і 3.2 представляють всебічне порівняння, що деталізує,  як 
кожен підхід вирішує вимоги автоматизованої композиції, які були визначені. Символ √ позначає, що 
відповідний підхід задовольняє цю конкретну потребу. Символ ~ означає, що відповідний підхід 
лише частково задовольняє цю конкретну потребу. Ніякий символ означає, що відповідний підхід не 
задовольняє цю особливу вимогу (або автори не мати справу з вимогою взагалі).  
Табл. 3.3 містить стисле порівняння, в якому перераховані тільки категорії підходів, а не 
окремі підходи. Символ √ означає, що вимога була вирішена кількома підходами в категорії. Символ 
~ означає, що вимога була вивчена деякими підходами в категорії. Відсутність символу означає, що 
немає підходів в цій категорії, що звернулися до цієї особливої вимоги.  
Вивчаючи ці таблиці, можна зробити висновок, що ряд науково-дослідних цілей все ще 
становлять виклик і можуть бути вивчені. Вони будуть проаналізовані в наступному розділі. 
 
Таблиця 3.1- 3.2 – Порівняння підходів автоматизованої композиції Веб-сервісів 
 Автома-
тизація 
Дина-
мічність 
Семантичні 
можливості 
QoS-
обізнаність 
Недетер- 
мінізм 
 
Часткова 
спостере-
жуваність 
Масшта-
бованість 
Правиль-
ність 
Незалеж-
ність 
домену 
Адап-
тивність 
Majithia et 
al. [51] 
√ √ √        
Ardagna et 
al. [4] 
~ √ ~ √ √    √ √ 
Fujii et al. 
[31] [32] 
√ √ √    √  √ √ 
Berardi et 
al. [11] 
√       √ √  
Berardi et 
al. [12] 
√    √   √ √  
Skogan et 
al. [80] 
~ √ √        
Gronmo et 
al. [37] 
~ √ √ √       
Brogi et al. 
[19] 
√  ~    √ √ √  
 29 
Fan et al. 
[27] 
√       √   
Milanovic 
et al. [58] 
~      √ √ √  
Rao et al. 
[76] 
√  √     √ √  
Lecue et 
al. [49] 
√ √ √ √     √  
Akkiraju et 
al. [3] 
~ √ √  √   √ √  
Zeng et al. 
[88] 
~  √ √    √   
Rao et al. 
[75] 
~          
Wu et al. 
[87] 
√  √  ~   √ √  
Beauche et 
al. [9] 
√  √     √ √ √ 
Paik et al. 
[66] 
√          
Peer [70] √ √ √  √   √ √  
Klusch et 
al. [44] 
√ √ √      √  
Sohrabi et 
al. [81] 
√  √    √ √ √  
McIlraith 
et al. [57] 
√  √  ~    √  
Lecue et 
al. [50] 
√  √      √  
Sohrabi et 
al. [82] 
√  √    √  √  
Aydin et 
al. [5] 
√  √      √  
Traverso 
and Pistore 
[85] [72] 
√  √  √ √  √ √  
Pistore et 
al. [73] 
[74] [14] 
√    √ √ ~ √ √  
 
Таблиця 3.3 - Порівняння підходів автоматизованої композиції Веб-сервісів – за категоріями 
 
 Автома-
тизація 
Дина-
мічність 
Семантичні 
можливості 
QoS-
обізнаність 
Недетер- 
мінізм 
 
Часткова 
спостере-
жуваність 
Масшта-
бованість 
Правиль-
ність 
Незалеж-
ність 
домену 
Адап-
тивність 
Workow-
based 
√ √ √ ~     √ √ 
Model-based √ ~      √ √  
Mathematics-
based 
√ ~ √ ~    √ √  
Classical 
planning 
~ ~ √ ~    √ ~  
Neoclassical √  √     √ ~  
Heuristics √  √    ~ ~ √  
Model 
checking 
√  ~  √ √ ~ √ √  
 
 30 
 
4 Проблеми дослідження  
 
У цьому розділі ми представимо і проаналізуємо набір дослідницьких завдань, які були 
визначені при підготовці цього документа. Перший підрозділ містить проблеми дослідження, які 
стосуються опису Веб-сервісів, особливо формальної специфікації Веб-сервісів і композицій сервісів, 
і базуються на аналізі, проведеному в розділі 2. Другий підрозділ включає проблеми дослідження на 
тему автоматизованої композиції Веб-сервісів, заснований на обширному стані, який був 
представлений в розділі 3.  
4.1 Формальні специфікації Веб-сервісів і композицій сервісів  
 
З аналізу в главі 2 було зроблено висновок, що є ще відкриті питання, що стосуються опису та 
формальної специфікації Веб-сервісів і композицій сервісів. Ці питання стосуються проблеми 
розгалуження, проблеми кваліфікації та проблеми автоматичного виведення специфікації для 
композицій Веб-сервісів. Решта цього розділу присвячена опису дослідження проблем, пов'язаних з 
цими питаннями. 
Всі проблеми, представлені в цьому розділі сприяють одній меті високого рівня: надати повні, 
формальні, багаті, семантично-обізнані специфікації для Веб-сервісів. Існування таких специфікацій 
має вирішальне значення як для постачальників сервісів, так і споживачів сервісів. Сервіс- 
провайдери зможуть забезпечити повні специфікації того, що вони пропонують, що дозволить їм 
ефективніше рекламувати свою сервісну продукцію потенційним клієнтам. Споживачі сервісів, з 
іншого боку, зможуть отримувати інформацію про те, яким чином сервіс, як очікується, виконується, 
і  про отримані результати, що дозволить їм зробити усвідомлений вибір і обрати сервіс, який 
найбільш відповідає їхнім вимогам. Враховуючи той факт, що формальні специфікації можуть бути 
автоматично оброблені ефективним способом, так що метчмейкінг між тим, що пропонується 
провайдерами,  і тим, що потрібно споживачам, може бути виконаний в автоматичному режимі, 
прискорюючи процес і в той же час знижуючи витрати. Таким чином, формальні специфікації є 
одним з кроків на шляху до користування сервіс-орієнтованими архітектурами в промисловості. 
 
4.1.1 Рішення проблеми розгалуження (ramification) 
 
У розділі 2 проблема розгалуження була визначена як проблема адекватного представлення і 
виведення інформації про прямі (knock-on) і непрямі ефекти (також відомі як наслідки), які можуть 
супроводжувати прямі ефекти від дії чи події. Проблема розгалуження досі не розглянута в кореляції 
з Веб-сервісами та наслідками, які вона може мати для їх опису та формальної специфікації.  
Давайте розглянемо на простому прикладі. Припустимо, що ми хочемо створити формальну 
специфікацію для сервісу, який знімає певну суму грошей з банківського рахунку, пов'язаного з 
кредитною карткою. Ця специфікація повинна включати необхідні входи і передумови для того, щоб 
правильно виконати сервіс, а також очікувані результати від успішного виконання та постумови, що 
мають бути виконані. Давайте зосередимося на передумовах і постумовах сервісу зняття грошей. 
Передумова, яка повинна витримуватись до того, як сервіс почне виконання, є те, що баланс рахунку 
клієнта повинен, принаймні, дорівнювати приблизно сумі грошей, яка повинна бути виведена. 
Рухаємося далі, скажімо, що банк нашого сервісу працює так, що накладає обмеження на суму 
грошей, яку тримач рахунку може зняти за один день. Якщо досягнута межа, рахунок заборонений 
для решти дня. Виходячи з цього, ми повинні додати ще передумову, яка гарантує, що рахунок не 
заборонений, коли сервіс буде виконуватись. Що стосується постумов, успішне виконання означає, 
що новий баланс дорівнює старому мінус сума грошей, які знято. Крім того, сума грошей, виведених  
протягом дня, повинна бути збільшена на ту ж суму. Табл. 4.1 показує можливе кодування логіки 
першого порядку і посту мови, які виражені тут на природній мові. Нештриховане/штриховане  
(unprimed/primed) позначення використовується для позначення предикатів і функцій, які 
обчислюються відповідно безпосередньо перед і після виконання сервісу. Ми використовуємо змінну 
А для позначення суми грошей , які будуть виведені (withdrawn). 
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Таблиця 4.1 -  Передумови і постумови для сервісу MoneyWithdrawal 
 
 
 
 
На перший погляд, можна було б припустити, що це повна специфікація, яка може бути 
використана для всіх намірів і цілей. Однак визначення фрейму і проблеми розгалуження говорить 
нам протилежне. Якщо ми використовуємо рішення проблеми фрейму, представлене в [7], то  
специфікації будуть перетворені, як показано в табл. 4.2. По суті, ми висловлюємо, що функції 
balance і withdrawalTotal змінюються тільки тоді, коли сервіс MoneyWithdrawal виконався, 
враховуючи певний рахунок в якості вхідних даних, а також суми грошей для виведення. Предикат 
Valid не змінюється в будь-якому випадку. 
 
Таблиця 4.2 - Pre/Postconditions w/ Change Axioms for the Money Withdrawal Service 
 
 
 
Однак, ця специфікація, при вирішенні проблеми фреймів, уже виключила будь-які непрямі 
ефекти, до яких можуть привести наслідки виконання сервісу. Наприклад, припустимо, що існує 
обмеження на кількість грошей, які клієнт може вивести протягом дня, і якщо він перевищив його, то  
кредитна картка, пов'язана з рахунком, тимчасово стає недійсною. Таким чином, розгалуження 
збільшення загальної суми, знятої з рахунку, у зв'язку з виконанням сервісу, є те, що якщо денний 
ліміт перевищений, кредитна картка повинна бути тимчасово зроблена недійсною. Тим не менш, це 
йде врозріз з аксіомою зміни, яка була включена в цілях вирішення проблеми фрейму, в якій  
говориться, що предикат Valid залишається незмінним після успішного виконання сервісу. Можна 
придумати багато інших наслідків, тому вкрай важливо, щоб знайти рішення висловити такі непрямі 
ефекти, в той же час сумісні з вирішенням проблеми фрейму.  
Розгалуження (Ramifications) повинні бути включені в специфікації сервісу, так як споживач 
сервісу повинен бути в курсі всіх (прямих і непрямих) наслідків виконання сервісу. Це особливо 
важливо в композиціях сервісів, так як відсутність знань непрямого ефекту може призвести до 
припущення, що композиція є дійсною і вірною, у той час, як певний ефект може суперечити 
передумові іншого сервіса-учасника, що призводить до несумісного композитного сервісу. 
Наприклад, у нашому поточному прикладі, якщо ми не знаємо про розгалуження сервісу, то можна 
вважати, що ми можемо послідовно композувати два виконання сервісу Money Withdrawal і в 
результаті отримати композицію, яка завжди правильна і виконувана. Це не той випадок, однак, якщо 
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перше виконання призводить до кредитної карти, що стає недійсною, оскільки був досягнутий 
денний ліміт. 
Перший крок у напрямку вирішення даної проблеми розгалуження в Веб-сервісах полягає у 
виявленні випадків, в яких проблема робить його появу, з метою вивчення ефектів, які він може 
мати, і для оцінки тяжкості з них. Тоді було б цікаво вивчити, чи попередні рішення для проблеми 
розгалуження, які були представлені в інших областях досліджень, можуть бути адаптовані, щоб 
працювати у випадку Веб-сервісів. Такі рішення включають, але не обмежуються рішенням McIlraith 
[56] в ситуаційному численні і рішенням Shanahan [79] в численні подій. 
 
4.1.2 Рішення проблеми кваліфікації  
 
Друге завдання близьке по духу до першого. Воно включає в себе рішення проблеми 
кваліфікації в специфікаціях Веб-сервісів. З його визначення в главі 2 можна вивести багато 
кореляцій у випадку Веб-сервісів. Насамперед, оновлення кваліфікацій, коли нові твердження, що  
стають частиною наших знань, є дуже поширені в постійно мінливому світі Веб-сервісів. Цей аспект 
проблеми кваліфікації тісно пов'язаний з особливостями адаптації фреймворку Веб-сервісів. Таким 
чином, вирішення проблеми кваліфікації для специфікацій Веб-сервісів включатиме адаптації таких 
специфікацій, коли набуваються нові знання, може бути, коли нові сервіси стають частиною 
репозиторію або коли постачальник сервісу модифікує специфікацію.  
Більш того, проблема кваліфікації стає дуже цікавою у випадку специфікацій композитних 
сервісів. Цікаво дослідити, як введення нового сервісу в схему композиції (або як заміна існуючого, 
який відмовив, або змінивши workflow самої схеми) впливає на кваліфікації сервісів, що вже беруть 
участь в композиції. Це ще більш ускладнюється для вирішення таких питань не під час розробки, 
але під час виконання, коли композитний сервіс виконується і контролюється. 
Давайте повернемося до нашого поточного прикладу, щоб побачити, як це відноситься до 
випадку специфікацій Веб-сервісів. Враховуючи початкову специфікацію в табл. 4.1, припустимо, що 
зараз нам кажуть, що є початковий період після початкової активації кредитної картки, коли вона ще 
не може бути використана для покупки (тобто ніякі гроші не можуть бути вилучені), іншими словами 
карта не може бути дійсною і в той же час бути в попередньому (provisional) стані. Це нове знання 
(яке може, наприклад, бути виражене в логіці першого порядку як: ¬(Valid(creditCard, account) 
 Provisional(creditCard, account))) повинно бути асимільовано в існуючі специфікації сервісів, що 
призвело до утворення нових кваліфікацій, при необхідності, в той же час, піклуючись, щоб  
результат не був логічно суперечливим. Якщо нове знання походить від нового сервісу, що бере 
участь в схемі композиції, і призводить до неузгодженості, це означає, що ця добавка не може бути 
схвалена і повинен бути знайдений інший сервіс, який повинен бути включений в композицію. 
Подібна стратегія, яка згадувалась в попередньому підрозділі, може бути застосована при 
спробі вирішити проблему кваліфікації. Робота McIlraith в [56] також включає в себе аксіоматичну 
формалізацію рішення проблеми кваліфікації. Kvarnstorm і Doherty [48] пропонують рішення, 
засноване на їх так званих плавних обмеженнях залежності, а Thielscher [83] розглядає проблему з 
точки зору інтелектуальних агентів у відкритих середовищах. 
 
4.1.3 Автоматичне виведення композитних специфікацій  
 
Остання проблема цього розділу служить мостом між описом сервісу та композицією сервісу. 
У той час як фреймворки опису сервісу намагалися описати композиції сервісів з використанням 
різних моделей композиції, починаючи від оркестровок до хореографій до кінцевих автоматів, немає 
фреймворку (наскільки нам відомо), що намагається впоратися з проблемою автоматичного 
створення специфікацій для композитного сервісу, на основі специфікацій сервісів-учасників. Те ж 
саме вірно для автоматизованих підходів композиції Веб-сервісів: у той час, як кожен з них пропонує 
спосіб автоматичного або напівавтоматичного отримання схеми композиції, потоку управління і 
потоку даних композитного сервісу, немає спроби вивести повну специфікацію входів, виходів, 
передумов і наслідків (IOPEs), які повинні надаватися споживачу сервісу.  
Композитна специфікація безпосередньо пов'язана зі схемою композиції і шаблонами потоку 
робіт (workflow), що описують потік управління і потік даних між сервісами-учасниками. 
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Автоматичне виведення IOPEs композитного сервісу має грунтуватися на способі, яким сервіси  
оркестровані разом. Наївний (naive) спосіб мабуть буде застосований, щоб виставити передумови 
перших сервісів, виконаних як передумови композитного сервісу, та постумови останніх сервісів, 
виконаних як постумови композитного сервісу, залишивши все інше в якості внутрішніх знань, які не 
повинні бути доставлені запитувачу. Це може бути вірно в деяких випадках, але не може бути 
використано в якості загальної практики. Наступний простий приклад показує це. 
Ми хочемо композувати сервіс І і сервіс А. Сервіс І – це сервіс ідентичності, який виводить 
все, що йому передається в якості вхідних даних. І передумова, і постумова сервісу ідентичності 
вірні. Сервіс А є загальним сервісом з передумовою PreA і постумовою PostA. Якщо ми композуємо I 
; А, відповідно до наївного рішення, передумова композиції завжди вірна і PreA не виставляється в 
композитній специфікації. Аналогічним чином, якщо ми складаємо А ; І, постумова композиції 
завжди вірна і PostA не виставляється в композитній специфікації. Проте, здоровий глузд підказує, 
що в першому випадку передумовою композитного сервісу повинні бути PreA і в другому випадку 
постумовою повинно бути PostA. Отже, наївне рішення не працює в загальному випадку. 
З іншого боку, тривіальне рішення може буде таким, щоб виставляти повний набір попередніх 
умов та постумов всіх сервісів, що беруть участь у композиції. Однак, це не дуже добре 
масштабується до великих композицій, що складаються з багатьох складних сервісів. Таким чином, 
компромісне рішення має бути вивчене: композитні специфікації повинні показати деяку частину 
специфікацій деяких внутрішніх сервісів. Завдання полягає в тому, щоб вирішити, що повинно бути 
включено і що має бути опущено. Аналогічні питання були підняті в специфікаціях мови 
програмування і про що свідчить робота Гріс [36], логіка Хоара (Hoare), слабка передумова і теорема 
інтерполяції Крейг–Ліндон (Craig-Lyndon) повинні пояснити питання автоматичного виведення 
композитної специфікації.  
Виведення композитних специфікацій може виявитися дуже корисним, так як такі 
специфікації можуть бути використані як повні формальні описи того, що композитні сервіси  
пропонують споживачам з точки зору функціональності і за яких обставин така функціональність 
може бути досягнута. Це сприятиме і спрощуватиме повторне використання композитних сервісів. 
Такі специфікації також будуть великою підмогою, коли намагаємось вивести, чи набір сервісів 
фактично може бути композований в значущий спосіб. Якщо невідповідності будуть виявлені в 
процесі автоматичного створення композитних специфікацій, то набір сервісів є не компонованим, і 
повинна бути знайдена заміна для відповідного сервісу або сервісів, які викликають протиріччя.  
4.2 Автоматизована композиція Веб-сервісів  
 
Глава 3 закінчилась з широким порівняння найбільш важливих підходів, які намагаються 
впоратися з проблемою автоматизованої композиції Веб-сервісів. Порівняння було представлено в 
серії таблиць, які доводять дуже корисно, коли справа доходить до виявлення проблем дослідження 
та відкритих питань для загальної проблеми. У цьому розділі ми коротко підсумуємо проблеми 
дослідження, які були отримані від обстеження стану і порівняння, яке ми провели. Зверніть увагу, 
що ми виключаємо будь-яке обговорення вимоги адаптивності. Ми вважаємо, що адаптація сервісу  
буде областю досліджень з багатьма цікавими напрямками, які, тим не менш, виходять за рамки 
даного дослідження. 
 
4.2.1 QoS - обізнаність у методах AI планування  
 
При розгляді табл. 3.3 щодо QoS - обізнаності, можна зробити висновок, що, хоча вона була 
вивчена (адекватно чи ні) в декількох категоріях підходів, вона в значній мірі ігнорувалася у випадку  
AI планування. Тільки зусилля АІ планування у дослідженні стану, що має справу з QoS, є робота 
Цзен і співавт. [88]. Ця робота, однак, як це можна побачити в табл. 3.2, не відповідає дуже важливим  
вимогам, таким як підтримка недетермінованості і часткової спотережуваності, а також 
масштабованість і незалежність домену.  
Крім цього обговорення, введення QoS - обізнаності в методи AI планування включає в себе 
прийняття, принаймні, трьох основних рішень. Перше рішення полягає у виборі методу планування, 
який потім буде виконаний з можливістю QoS - обізнаності. Таблиці порівняння можуть знову бути 
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корисним для прийняття рішення, як ми можемо вибрати метод, який показав багатообіцяючі 
результати в задоволенні решти вимог, які ми встановили для автоматизованої композиції Веб-
сервісів. Планування як перевірка моделі є одним з таких методів, як єдиний, який розглядає питання 
недетермінізму і часткової спостережуваності. 
Друге рішення передбачає QoS модель, яка буде використовуватися. Замість того, щоб 
створювати з нуля, вже існуючу модель можна було б використовувати, поки вона задовольняє деякі 
важливі вимоги, такі як бути виразною, формальною і дрібнозернистою, а також грунтуватись на 
концептах  Semantic Web. Вибір, який можна було б вивчити, інтегрує роботу Kritikos і Plexousakis 
[46], яка розширює OWL для опису Веб-сервісу на основі QoS і виявлення (Discovery). Було б цікаво 
дослідити, як OWL-Q може бути використана, щоб зробити фреймворк композиції на основі AI 
планування QoS - обізнаного.  
Ще один важливий аспект полягає у вирішенні, на яких  фазах процесу композиції будуть 
застосовуватися QoS-характеристики і ефекти цього застосування. Наприклад, введення 
нефункціональних характеристик в методи AI планування може допомогти у прискоренні створення 
плану, шляхом обмеження простору пошуку при виключенні сервісів, які не відповідають заздалегідь 
встановленим QoS. Тим не менш, він також може робити прямо протилежне, якщо ми включили  
критерії QoS в ціль плану, то це зробить мету більш складною і важчою, щоб її задовольнити. 
Очевидно, що введення QoS - обізнаності є досить складним завданням.  
 
4.2.2 Динамічність в методах AI планування  
 
Як і у випадку з QoS – обізнаністю, динамічність є ще одна вимога, яка не була належним 
чином вивчена в методах AI планування. Переважна більшість з них давали статичну схему 
композиції (згенерований план) без вивчення випадку композиції під час виконання, де схеми 
композиції абстрактні і тільки стають конкретними під час виконання. Єдиними винятками є роботи 
Peer [70] і Klusch і співавт. [44], які мають деяке уявлення про динамічність шляхом використання 
перепланування. Peer використовує його для того, щоб рекурсивно створювати плани, які поступово 
наближаються до необхідної мети. Це вносить певний рівень динамічності, але тільки під час 
розробки.  
З іншого боку, Klusch і співавт. використовують перепланування, коли агент визначає, що 
передумови сервісу були порушені в ході виконання плану. Модуль перепланування інформується 
про місце помилки в плані і намагається вирішити цю проблему шляхом пошуку альтернативного 
шляху в графі підключення від цього місця вперед. Щоб зменшити простір пошуку, непотрібні 
сервіси можуть бути заблоковані, щоб уникнути повної фази попередньої обробки.  
Спроба Klusch і ін. є кроком у правильному напрямку, однак, як це зазвичай буває, в ній 
відсутні багато інших важливих функцій, такі як підтримка недетермінізму і часткової 
спостережуваності, QoS - обізнаність, масштабованість і які-небудь докази правильності. Це повинно 
бути стимулюючим, щоб дослідити, як динамічність під час виконання за допомогою 
перепланування можуть бути застосовані до методів планування, які підтримують більшість з цих 
функцій, таких як планування, як перевірка моделі. Таким чином, переваги обох підходів можуть 
бути об'єднані, щоб привести до фреймворку композиції, який досягає найбільш вимог до 
композиції, що ми встановили. 
 
4.2.3 Масштабованість 
 
Основним недоліком більшості (якщо не всіх) методів автоматизованої композиції сервісів є 
відсутність масштабованості. Це було однією з причин (можливо головна) за тим, що індустрія досі 
не прийняла будь-якого з підходів, представлених науковими співтовариствами, зробивши вибір,   
прийняти ручні методи композиції на основі BPEL, які довели свою ефективність і масштабованість. 
Фактом є те, що більшість методів, представлених в цьому огляді, добре працюють в теорії, але 
немає ніяких істотних доказів, що вони працюють в задачах композиції реального життя. Хоча багато 
підходів вивчають проблеми масштабованості та наводять приклади, які запозичені з реальних 
сценаріїв, істинна масштабованість досі залишається відкритим питанням, як це зазвичай штучно 
отримується, шляхом строгого обмеження діапазону проблеми композиції.  
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Вибір підмножини проблеми для досягнення масштабованості, не вважається, за визначенням 
неправильним. Насправді, це розумно, щоб дослідити те, що є причиною відсутності 
масштабованості і спробувати видалити цю причину. Тим не менш, це повинно бути зроблено тільки 
після оцінки значущості обмеження підходу таким чином. Досягнення масштабованості, але в той же 
час завдаючи шкоди загальній застосовності підходу, є, очевидно, нерозумно, так як перевага, 
запропонована першим, скасовується ефектами останнього. Компроміс між масштабованістю і 
застосовністю є як основним, так і складним.  
Реалізація масштабованості, динамічності і QoS-обізнаності в автоматизованій композиції 
Веб-сервісів (три проблеми, які були представлені в цьому розділі) може бути необхідним стимулом 
для промисловості, щоб розглянути можливість прийняття таких методів для композиції Веб-
сервісів. Переваги, запропоновані підходом, який задовольняє всім вимогам, які ми визначили на 
початку глави 3, набагато переважують недоліки, що тільки можна уявити, такі, як відсутність знань 
з SOA технологій у промисловості та додаткового навчання, які можуть знадобитися для традиційних 
експертів сервісу. Звичайно, можливе прийняття такого підходу з боку промисловості також 
залежить від наявності семантично-доступних Веб-сервісів і існування ефективних методів 
виявлення для таких сервісів, які є основними проблемами, що були виявлені в ході недавнього 
промислового опитування, виконаного S-Cube консорціумом [33]. 
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