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KÄSITTEET 
Ajax Asynchronous JavaScript And XML, joukko sovelluskehi-
tystekniikoita, joiden avulla voidaan lisätä vuorovaiku-
tusta web-sovelluksissa. 
Ajax Control Toolkit Microsoftin aloittama vapaanlähdekoodin projekti, joka 
sisältää useita kontrolleja ja komponentteja, jotka hel-
pottavat osittaisten Postbackien tekemistä tietyissä 
yhteyksissä. 
Common Language Run-
time (CLR) 
.NET frameworkin ajoympäristö, joka kääntää ohjelma-
koodin binäärimuotoon käyttöjärjestelmää varten. 
Master Page ASP.NETin käyttämä sivupohja, jonka avulla saadaan 
sivustolle yhtenäinen ulkoasu vaihtamalla vain muuttu-
vat sisällöt.  
Microsoft ASP.NET Microsoftin .NET-arkkitehtuuriin perustuva tekniikka, 
jonka avulla voidaan luoda dynaamisia web-sovelluksia 
ja -sivustoja. 
Microsoft C# Microsoftin .NET Frmeworkille kehitetty ohjelmointikie-
li, jonka perustana toimivat C++ ja Java. 
Microsoft .NET Frame-
work 
Microsoftin kehittämä komponenttikirjasto, jota käyte-
tään Windows-pohjaisten sovellusten kehittämiseen. 
Uusin julkaistu versio on 4. 
Microsoft SQL Server 
2005 
Microsoftin tietokantapalvelin. 
Microsoft VB.NET Visual Basic .NET on ohjelmointikieli, jota käytetään 
.NET-ympäristössä. Kieli perustuu Visual Basic -kieleen. 
Zip-kori Ostoskorimainen sessiossa ylläpidettävä datataulu, joka 
sisältää viittauksia materiaaleihin.  
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1 TYÖN LÄHTÖKOHDAT 
1.1 Tausta 
Useiden IT-alalla toimivien yritysten päätulonlähde on jokin yksittäinen sovellus, jon-
ka käytöstä asiakasta veloitetaan kuukausittain. Tällainen voi olla esimerkiksi materi-
aalipankki, sisällönhallintajärjestelmä, projektinhallintatyökalu tai vaikka laskutusoh-
jelma. Tämänkaltaisella sovelluksella saadaan yritykselle kiinteät kuukausitulot, joi-
den päälle on hyvä rakentaa muutakin toimintaa.  
 
Kaikilla yrityksillä tällaista sovellusta ei kuitenkaan ole, mutta tilaisuuteen kannattaa 
tarttua, jos sellainen tulee vastaan. Näin kävi jyväskyläläisellä sähköiseen liiketoimin-
taan ja mainonnan ratkaisuihin erikoistuneella Kivääritehtaan Ratkaisut Oy:llä, kun 
asiakkaiden kiinnostus digitaalisen aineiston hallintajärjestelmää kohtaan alkoi herä-
tä.  
 
Asiakkailta ja yhteistyökumppaneilta kyseltiin vaatimuksia ja toiveita järjestelmän 
toiminnoista, ja näiden pohjalta luotiin vaatimusmäärittely. Yrityksellä oli käytössään 
hyvät resurssit järjestelmän toteutusta varten. Kehitystä varten oli käytössä omat 
palvelimet ja myös osaamista kaikilta projektin vaatimilta osa-alueilta. Järjestelmän 
kehitystä aloiteltiin hiljakseen muiden töiden ohessa, kun suurempaa kiirettä ei ollut.  
1.2 Tavoitteet 
Projektin tavoitteena oli luoda digitaalisen sisällön hallintajärjestelmä, jossa olisi 
mahdollista ylläpitää erityyppisiä tiedostoja sekä tilattavien materiaalien tietoja. Ma-
teriaaleja tuli voida hakea useilla eri hakuehdoilla ja osa hakuehdoista sekä materiaa-
lien tiedoista tuli voida olla materiaalikohtaisia. Jotta järjestelmän tuotteistamisesta 
voitaisiin ottaa mahdollisimman suuri hyöty irti, se tuli rakentaa niin, että se olisi 
helppo käyttöönottaa aina uudelle asiakkaalle.  
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1.3 Toimeksiantajan esittely 
Kivääritehtaan Ratkaisut Oy (KTROY) on Jyväskylässä toimiva sähköisen liiketoimin-
nan ja mainonnan ratkaisuihin erikoistunut moniosaajayritys. Yrityksen toiminta pai-
nottuu sähköiseen viestintään ja internetteknologioihin, mutta yritys tuottaa myös 
perinteisen graafisen alan palveluita. KTROY:n palveluksessa työskentelee joukko 
sähköisen viestinnän ammattilaisia. Yrityksellä on yli kymmenen vuoden kokemus 
sovelluskehityksestä ja graafisesta suunnittelusta. Kehitetyt sovellukset toimivat 
pääosin intra-, extra- ja internetjärjestelmissä. (KTR Oy 2011.) 
 
KTROY toimittaa myös asiakkailleen www-sivustoja avoimen lähdekoodin sisällönhal-
lintajärjestelmän, Joomlan, päälle rakennettuna, jolloin asiakas saa käyttöönsä hel-
posti ylläpidettävän ja näyttävän sivustokokonaisuuden. Vaihtoehtoisesti asiakkaille 
tarjotaan myös täysin räätälöityjä www-sivustoja, joiden toteutus on mahdollista 
tehdä ASP, PHP ja ASP.NET-tekniikoita käyttäen. 
6 
 
 
2 TIETOPERUSTA  
2.1 ASP.NET 
ASP.NET on Microsoftin kehittämä tekniikka, joka on luotu seuraamaan Active Server 
Page (ASP) rajapintaa. Se on rakennettu .NET-arkkitehtuurin Common Language Run-
time:n (CLR) päälle, joka mahdollistaa ASP.NET verkkosovellusten koodaamisen millä 
tahansa .NET:in tukemalla ohjelmointikielellä.  
 
Microsoftin .NET-arkkitehtuurin tavoitteena on luoda sovelluskehittäjille ympäristö, 
jonka eri osat voivat toimia keskenään yhdessä ilman erillisiä rajapintoja. Arkkiteh-
tuurin ydin koostuu Common Language Runtime:sta ja .NET Framework Class Libra-
ry:sta. CLR toimii .NET-ympäristön perustana tarjoten palvelut ajettavien ohjelmien 
taustalla ja .NET Framework Class Library on kokoelma yleiskäyttöisiä luokkia, joiden 
avulla sovellukset saadaan kytkettyä .NET ympäristöön. (Inkinen 2003, 4-5.) 
 
Common Language Runtime:n tehtäviin kuuluvat muun muassa muistin ja ohjel-
masäikeiden hallinta, ohjelmakoodin ajaminen ja ajonaikainen turvallisuus. .NET-
sovellukset toimivat CLR:n kautta, joka toimii rajapintana varsinaiseen järjestelmään. 
Mahdollisuus käyttää CLR:ää toisista ympäristöistä käsin lisää arkkitehtuurin soveltu-
vuutta hajautettuihin toteutuksiin. Lisäksi CLR mahdollistaa useampien ohjelmointi-
kielien käyttämisen kääntämällä lähdekoodin .NET Frameworkin ymmärtämäksi na-
tiivikoodiksi, kuten kuvio 1 tarkemmin osoittaa. .NET-ohjelmakehitykseen soveltuvia 
ohjelmointikieliä löytyy lukuisia, mutta käytetyimpiä ovat kuitenkin Visual Basic .NET 
ja C#. Muita käytettäviä kieliä ovat esimerkiksi Perl, Python ja Fortran. (Inkinen 2003, 
4-5 ; .NET Framework Conceptual Overview 2011) 
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KUVIO 1. Lähdekoodin muuttaminen natiivikoodiksi (CLR 2011). 
 
ASP.NET-sovellukset toimivat IIS-www-palvelun kautta (Internet Information Server) 
ja palveluiden hallinnointi ja liittymät järjestelmään tehdään .NET-ympäristön omien 
prosessien kautta. Tämä mahdollistaa .NET:in resurssien suoran hyödyntämisen 
myös ASP.NET-sovelluksissa. Kuviosta 2 käy ilmi ASP.NET-sovelluksen rakenne. 
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KUVIO 2. ASP.NET-sovellus (Inkinen 2003, 38). 
 
Edeltäjäänsä ASP:een verrattuna ASP.NET on nopeampi ja käyttää vähemmän muis-
tia. Nämä seikat johtuvat vahvasta tyypityksestä ja siitä, että ympäristö kääntää si-
vusta suoritettavan rutiinin ensimmäisen käyttökerran yhteydessä jatkuvan tulkkaa-
misen sijaan. Yksi kätevimmistä ASP.NET:in tuomista eduista on mahdollisuus käsitel-
lä ohjelmallisesti HTML-kontrolleja palvelinpäässä. Tämä mahdollistaa esimerkiksi 
serveripuolen toimintojen käynnistämisen suoraan käyttäjän tekemien valintojen 
jälkeen. Tämä perustuu ASP.NET:in komponenttien herättämiin tapahtumankäsitteli-
jöihin, jotka käynnistävät haluttuja serveripään toimintoja kuten tietokannan ylläpi-
toa tai datan lähettämistä. (Inkinen 2003, 35-40) 
2.2 Projektinhallinta 
Ohjelmistokehitysprojektin elinkaari voidaan jakaa monien mallien mukaisesti erilai-
siin kokonaisuuksiin (ks. kuvio 3). Tällaisella jaottelulla pyritään  laskemaan yrityksen 
it-kustannuksia, lyhentämään tuotantosyklin kestoa ja tuotteiden markkinoilletuloai-
kaa sekä parantamaan tietojärjestelmien laatua.  Ohjelmistokehitysprojekti voidaan 
jakaa kuuteen vaiheeseen: 
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1. Projektisuunnittelu 
2. Analysointi 
3. Suunnittelu 
4. Rakennus 
5. Testaus 
6. Käyttöönotto. (Murch 2001, 59) 
 
Vaiheet seuraavat toisiaan ja joissain tapauksissa tapahtuvat myös samanaikaisesti. 
Edellä mainittujen  vaiheiden ohella voidaan suorittaa myös kolme seuraavaa aktivi-
teettiä: 
1. Testauksen suunnittelu ja valmistelu 
2. Koulutuksen suunnittelu 
3. Käyttöönoton suunnittelu. (Murch 2001, 60) 
 
Ennen testausvaiheen aloittamista voidaan suorittaa testausvaiheen suunnittelu ja 
valmistelu, joka aloitetaan suunnitteluvaiheen alussa. Koulutuksen suunnittelu -
aktiviteetti aloitetaan suunnitteluvaiheessa ja lopetetaan testausvaiheen aikana.  
Ennen käyttöönoton aloittamista tulee olla valmiina käyttöönoton suunnittelu. 
(Murch 2001, 58-60.)  
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KUVIO 3. Ohjelmistokehityksen elinkaari (Murch 2001, 59). 
 
Projektisuunnittelu 
Projektisuunnitteluvaiheen aikana suunnitellaan projektin käynnistämistä sekä mää-
ritellään käyttäjien tarpeet, luotavan järjestelmän suorituskyky ja tekniikkaan tulevai-
suudessa vaikuttavat seikat. Lisäksi tulisi olisi ottaa huomioon tarvitseeko järjestel-
mää mahdollisesti liittää muihin järjestelmiin ja huomioida sen vaikutukset sekä luo-
tavassa että liitettävässä järjestelmässä. Projektisuunnittelun aikana tulisi myös tut-
kia muita mahdollisia toteutustapoja sekä laatia projektisuunnitelma. Pääasiassa täs-
sä vaiheessa keskitytään suurimmaksi osaksi itse projektin suunnitteluun, eikä toteu-
tettavan järjestelmän suunnitteluun. Järjestelmänkin pääpiirteitä on tämän vaiheen 
aikana hieman määriteltävä, jotta saadaan tarvittavat tiedot projektin suunnittelua 
varten. (Murch 2001, 70-73) 
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Analysointi 
Analysointivaiheen aikana luodaan viralliset vaatimukset asiakkaiden vaatimusten ja 
toiveiden pohjalta. Näistä vaatimuksista luodaan tarvittavia malleja, jotta voidaan 
osoittaa, että vaatimukset on ymmärretty oikein. Päätavoite tässä vaiheessa on var-
mistaa, että projekti ryhmä alkaa toimimaan asiakkaan odotusten mukaisesti, jotta 
lopputuloksesta saadaan halutunlainen. Analysoinnin aikana tuotetaan luotavan jär-
jestelmän käyttäjä- ja laatuvaatimukset. (Murch 2001, 80-87) 
Suunnittelu 
Suunnitteluvaiheen tavoitteena on suunnitella valmiiksi järjestelmä, joka vastaa ana-
lysointivaiheessa luotuja käyttäjä- ja laatuvaatimuksia. Tämän vaiheen painopiste on 
keksiä keinot ja tekniikat kaikkien vaadittujen ominaisuuksien toteuttamiseksi. Järjes-
telmää varten suunnitellaan käyttöliittymä, tietorakenne, sovellusarkkitehtuuri ja 
mahdolliset rajapinnat, joiden avulla järjestelmä voidaan liittää muihin järjestelmiin. 
(Murch 2001, 88-95) 
Rakentaminen 
Rakennusvaiheen aikana tehdään aluksi loppuun järjestelmän kaikkien osien moduu-
lisuunnittelu. Suunnitelmien valmistumisen jälkeen aloitetaan järjestelmän toteutus 
aiemmissa vaiheissa laadittujen määritelmien ja suunnitelmien pohjalta. Toteutusta 
tehdessä tehdään myös testausta, jotta saadaan kaikki vaaditut ominaisuudet toimi-
maan halutulla tavalla. Järjestelmän rakentaminen aloitetaan useimmiten tietoraken-
teen luomisella, jonka päälle itse järjestelmää aletaan kasaamaan. Vaiheen aikana 
luodaan myös testimateriaalia, jota tarvitaan myöhemmin järjestelmän laajemmassa 
testauksessa. (Murch 2001, 99-105) 
Testauksen suunnittelu ja valmistelu 
Testauksen suunnittelu- ja valmisteluvaiheen aikana määritellään järjestelmän testa-
uksessa käytettävät metodit, joiden avulla pystytään varmistamaan, että laatuvaati-
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muksissa määritellyt asiat saadaan toteutettua vaaditulla tavalla. Tämän vaiheen 
aikana pyritään myös arvioimaan testaukseen vaadittavien resurssien määrä, jotta 
testausvaiheen aikana tulisi mahdollisimman vähän yllätyksiä ajankäytön suhteen. 
Järjestelmän testausta varten on suunniteltava koko testaustoiminta sekä malli, joka 
todentaa järjestelmän toimivan oikein. Erilaisia testausmenetelmiä on lukuisia, joten 
tämän vaiheen aikana on valittava näistä malleista parhaiten sopiva vaihtoehto juuri 
kyseisen järjestelmän tarpeisiin. (Murch 2001, 107-112) 
Testaus 
Testausvaiheen aikana toteutetaan edellisessä vaiheessa tehtyjen suunnitelmien ja 
määritysten mukaiset testaukset. Määritettyjen testausten jälkeen löydetyt ongelmat 
korjataan ja suoritetaan hyväksymistestaus, jonka jälkeen ongelma joko merkataan 
korjatuksi tai palataan takaisin korjaamaan ongelmaa. Ensimmäiseksi testausvaihees-
sa varmistetaan, että kaikki vaaditut toiminnot on toteutettu järjestelmään, jonka 
jälkeen päästään testaamaan pystyykö järjestelmä suorittamaan nämä toiminnot 
oikein. Huomattujen puutteiden ja vikojen korjaamisen jälkeen varmistetaan vielä, 
että järjestelmä täyttää sille asetut laatuvaatimukset. (Murch 2001, 113-117) 
Koulutus 
Koulutusvaiheen tarkoituksena on luoda kaikki tarvittavat materiaalit ja käyttöoppaat 
asiakkaiden koulutusta ja järjestelmän käytön ohjeistusta varten. Vaiheen alussa luo-
daan koulutussuunnitelma, jonka pohjalta loppukäyttäjien koulutus vaiheen lopuksi 
toteutetaan. Koulutusmateriaaleja luodessa tulee varmistaa, että kaikki järjestelmän 
osa-alueet käydään läpi. Ennen varsinaista koulutusta on suotavaa suorittaa pilotti-
koulutus, jonka aikana varmistetaan, että materiaaleja on varmasti tarpeeksi ja niissä 
oleva tieto ei ole viallista. (Murch 2001, 118-123) 
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Käyttöönoton suunnittelu 
Käyttöönoton suunnitteluvaiheen aikana aloitetaan valmistelut luodun järjestelmän 
käyttöönottoa varten. Päämääränä on varmistaa, että käyttöönotto tuotantoympä-
ristössä sujuu mahdollisimman sujuvasti ja siitä on mahdollisimman vähän haittaa 
loppukäyttäjille. Vaiheen aikana tulisi myös arvioida käyttöönoton vaatimat resurssit 
ja varmistaa niiden saatavuus käyttöönottovaiheen aikana. (Murch 2001, 126-129) 
Käyttöönotto 
Käyttöönottovaiheen tarkoituksena on asentaa luotu järjestelmä tuotantoympäris-
töön ja julkistaa se loppukäyttäjille. Tuotantoympäristöstä on pystyttävä luomaan 
niin stabiili, että järjestelmä pystyy toimimaan jatkuvasti hyvin. Kun käyttöönotto on 
saatu suoritettua vaatimusten mukaisesti, luovutetaan järjestelmä loppukäyttäjille 
sen todellista käyttötarkoitusta varten. (Murch 2001, 130-133) 
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3 PROJEKTIN VAIHEET 
3.1 Projektisuunnittelu 
Projektisuunnitteluvaiheen aikana keskusteltiin toteutettavan järjestelmän vaati-
muksista ja otettiin selvää potentiaalisten asiakkaiden tarpeista. Projektin aikataulu-
tusta käytiin myös läpi suurpiirteisesti ja sovittiin projektiin käytettävistä resursseista. 
 
Projektisuunnitteluvaihe aloitettiin syyskuussa 2009, jolloin päätettiin, että järjestel-
män kehitystä tehdään muiden töiden lomassa ja aina silloin, kun suurempia kiireitä 
ei ole. Ensimmäisen version valmistumispäivämääräksi päätettiin 1.1.2011. Valmis-
tumispäivämäärä määritettiin näin kauas, sillä ajalliset resurssit projektia varten oli-
vat rajatut. Resurssien rajallisuus johtui pitkälti siitä, että projekti ei alkaisi tuottaa 
vielä pitkään aikaan, joten sen kehitysaika olisi rahoitettava muilla projekteilla. 
 
Tässä vaiheessa tutkittiin myös mahdollisuutta käyttää jotain valmista avoimen läh-
dekoodin järjestelmää ja räätälöidä siitä tarkoitukseen sopiva. Etsittiin ASP.NET ja 
Microsoft SQL Server teknologioita käyttäviä avoimen lähdekoodin sisällönhallintajär-
jestelmiä ja löydettiin ainoastaan FocusOPEN Digital Asset Manager -ohjelmisto. 
Päällisin puolin järjestelmä vaikutti varsin kehityskelpoiselta, mutta sen käyttöliitty-
mä vaikutti erittäin kankealta. Lisäksi järjestelmä vaikutti erittäin monimutkaiselta ja 
yksi asiakkaiden tärkeimmistä vaatimuksista oli järjestelmän helppokäyttöisyys. 
 
Lopulta tultiin siihen lopputulokseen, että järjestelmä kannattaisi toteuttaa alusta 
loppuun asti itse, jotta sen rakenteesta ja toiminnallisuuksista olisi mahdollisimman 
hyvin perillä ja virhetilanteisiin reagoiminen olisi nopeampaa. Näin saataisiin myös 
toteutettua kaikki suunnitellut ominaisuudet ilman kompromisseja, jotka aiheutuisi-
vat jostain valmiin järjestelmän määrityksistä. 
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3.2 Asiakasvaatimukset 
Asiakasvaatimuksia varten kyseltiin ensin potentiaalisilta loppukäyttäjiltä toiveita 
sisällönhallintajärjestelmän toiminnallisuuksista. Tämän jälkeen listattiin saadut eh-
dotukset ja niiden pohjalta saatujen ideoiden perusteella lisättiin omia ehdotuksia 
mahdollisista toiminnallisuuksista. Nämä uudet ehdotukset lähetettiin taas loppu-
käyttäjille kommentoitaviksi. Tämän kommenttikierroksen jälkeen listattiin saadut 
toiminnallisuudet ja näiden pohjalta tehtiin toiminnalliset vaatimukset. 
 
Järjestelmän piti sisältää käyttäjänhallinta, jossa pääkäyttäjällä on mahdollista lisätä, 
muokata ja poistaa käyttäjiä, sekä määrittää käyttäjälle oikeuksia. Lisäksi käyttäjiä piti 
pystyä lisäämään käyttäjäryhmiin, joiden ylläpito tuli olla myös mahdollista. Käyttäjä-
tasoja tuli voida olla vähintään viisi, joilla kaikilla oli eri oikeudet. 
 
Jälkeenpäin vaatimuksiin lisättiin, että käyttäjäoikeudet tuli voida määrittää myös 
käyttäjäkohtaisesti, eikä vain käyttäjäryhmän mukaan. Käyttäjäryhmiä tulisi kuitenkin 
voida käyttää oikeuksien massamuokkaamiseen sekä uusien käyttäjien oikeuksien 
pohjana. Oikeudet tuli pystyä määrittelemään jokaista materiaalien kategoriaa koh-
den. 
 
Järjestelmään tuli olla mahdollista lisätä useita erimuotoisia ja -kokoisia tiedostoja. 
Latausvaiheessa käyttäjän oli nähtävä statistiikkaa latauksen vaiheesta, jotta esimer-
kiksi suurempia tiedostoja lisättäessä lataus ei keskeytyisi liian aikaisen sivun vaihta-
misen takia. Kuvatiedostoja piti voida muokata niitä ladattaessa palvelimelta käyttöä 
varten. Näin materiaalipankissa voitaisiin säilyttää suurikokoisia alkuperäisiä kuvia, 
joista saataisiin jokaista käyttötarkoitusta varten oikean kokoiset ja muotoiset kuvat 
ilman jälkikäsittelyä. Kuvista tuli olla mahdollista muokata ainakin resoluutiota ja tie-
dostomuotoa. Kaikille tiedostoille piti pystyä lisäämään metatietoja helpottamaan 
niiden hakemista järjestelmän sisällä ja tiedostoista tuli voida olla eri versioita sa-
manaikaisesti. 
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Asiakkaiden toiveissa oli myös mahdollisuus pystyä kasaamaan eri tiedostoista yhte-
näinen paketti esimerkiksi markkinointikampanjaa varten ja lataamaan se zip-
tiedostona. Lisäksi päätettiin toteuttaa myös mahdollisuus tallentaa valmiiksi materi-
aaleista kasattuja paketteja sekä muokata ja poistaa niitä. Materiaaleihin tuli olla 
mahdollista lähettää myös linkki sähköpostitse, jonka kautta olisi mahdollista siirtyä 
suoraan latausnäkymään järjestelmään kirjautumisen jälkeen. 
 
Järjestelmän tuli sisältää myös kieliversiot, joita olisi mahdollista lisätä ennalta mää-
rittelemätön määrä. Kieliversioiden käännöksiä tulisi olla mahdollisuus ylläpitää yllä-
pitotyökalujen avulla. 
 
Jatkokehitystä varten määriteltiin järjestelmälle myös vaihtoehtoisia ominaisuuksia, 
jotka voitaisiin toteuttaa järjestelmän käyttöönoton jälkeen. Tällaisia ominaisuuksia 
olivat sivuston ja sen materiaalien käytön tilastointi, mahdollisuus kommentoida ma-
teriaaleja ja lähettää palautetta sekä tilauslomake, jonka avulla käyttäjä pystyisi ti-
laamaan tilattavaksi merkittyjä tuotteita haluamaansa osoitteeseen. 
 
Potentiaalisilta loppukäyttäjiltä kyseltiin heidän toiveitaan digitaalisen aineiston hal-
lintajärjestelmän ominaisuuksista ja otettiin vastaan mielipiteitä esitetyistä toteutus-
tavoista ja ominaisuuksista. Erittäin paljon hyvää palautetta sai ostoskori-
periaatteella toteutettava toiminnallisuus, jonka avulla olisi mahdollisuus valita use-
ampia materiaaleja ladattavaksi kerralla. Asiakkaille esitettiin myös mahdollisuutta 
muokata kuvia niitä lisättäessä järjestelmään, mutta tätä kukaan ei kokenut tarpeelli-
seksi. Tärkeintä kuvien osalta järjestelmässä tuntui olevan se, että ne voitaisiin pitää 
palvelimella korkearesoluutioisina ja muokata  niitä ladattaessa pois palvelimelta. 
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Kyselyiden avulla saadut asiakasvaatimukset: 
Kaiken sivuilla olevan tiedon ja materiaalin tulee olla helposti saatavilla selkeän navi-
goinnin ja hakufunktioiden kautta. Käyttäjien,  käyttäjätasojen ja materiaalien hallin-
noinnin tulee olla suoraviivaista ja helppoa. 
Oleelliset ominaisuudet: 
- Eri tiedostojen ja medioiden tuki (tiff, jpg, png, giv, indd, pdf, ppt, wmv, 
mpeg4, swf,zip,doc…) 
- Kuvien konvertointi (resoluutio, tiedostomuoto) 
- Materiaalien metatiedot (kuville max. 10 metadata kenttää, muille materiaa-
leille max. 5) 
- Materiaalien ”paketointi” 
- Materiaalien versiointi ja arkistointi 
- Vähintään viisi käyttäjätasoa 
- Käyttäjäoikeuksien määritys (tietyt käyttäjäluokat voivat lisätä materiaalia 
vain tietyille alueille 
- Helppokäyttöinen käyttöliittymä 
- Käyttöliittymän kieliversiot 
 
Vaihtoehtoiset ominaisuudet: 
- Sivuston käytön tilastointi 
- Materiaalien latausten tilastointi 
- Mahdollisuus kommentoida materiaaleja 
- Palautelomake 
- Tilauslomake ja ”ostoskori”, josta käyttäjä voi tilata materiaaleja 
 
Ensimmäiseen versioon päätettiin toteuttaa vaihtoehtoisista ominaisuuksista vain 
tilauslomake, jonka avulla olisi mahdollista tilata materiaaleja, jotka eivät ole digitaa-
lisessa muodossa. Näin käyttäjällä olisi mahdollisuus saada esimerkiksi julisteita tai 
muita painettuja materiaaleja suoraan toimitusosoitteeseen. Muita vaihtoehtoisia 
ominaisuuksia ei koettu vielä niin tarpeellisiksi, että niitä alettaisiin heti toteuttaa. 
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Vaihtoehtoiset ominaisuudet olivat myös sellaisia, että ne olisi helposti lisättävissä 
valmiiseen järjestelmään ilman rakenteellisia muutoksia. 
 
Asiakkaiden toiveiden pohjalta määriteltiin järjestelmän toiminnallisuudet ja käyttö-
liittymän vaatimukset. Suunniteltiin myös, kuinka navigaatio sivustolla toteutettai-
siin. Sivustolle saavuttaessa käyttäjän tulee ensimmäisenä kirjautua järjestelmään. 
Tämän jälkeen näkyviin tulee päävalikko, joka sisältää linkit työkaluihin, omien tieto-
jen muokkaamiseen sekä materiaalien pääsivulle. Näkyvien linkkien määrä riippuu 
käyttäjän oikeuksista. Ylälaidassa näkyy myös päävalikko, jossa on linkit ainakin ma-
teriaaleihin ja työkaluihin. Vasemmasta laidasta löytyy puuhakemisto, jossa näkyvät 
materiaalien kategoriat. Kategorioita klikkaamalla siirrytään materiaalien hakusivulle, 
johon rajataan automaattisesti vain valittuun kategoriaan kuuluvat materiaalit. Käyt-
täjän oikeudet vaikuttavat kategorioiden näkyvyyteen. Sekä vasemman laidan että 
ylälaidan valikot näkyvät aina. 
 
Sivun ylälaitaan ylänavigaation alle tulee näkyviin navigointipolku, jonka avulla käyt-
täjä näkee, missä kohdassa järjestelmää liikutaan. Kaikki polun vaiheet toimivat link-
keinä, joten käyttäjällä on mahdollisuus siirtyä aiemmille sivuille tämän polun avulla. 
Kun materiaaleja selataan kategorian mukaan  vasemman laidan puuvalikon kautta, 
tulee valittu kategoria näkyviin myös navigaatiopolkuun. 
3.3 Toiminnalliset vaatimukset 
Toiminnalliset vaatimukset määriteltiin asiakasvaatimusten perusteella ja niiden 
avulla saatiin pääpiirteittäin selville kaikki toteutettavat toiminnallisuudet. Suunnitte-
luvaiheessa toiminnallisten vaatimusten pohjalta suunniteltiin tarkemmin jokaisen 
toiminnallisuuden toteutustavat. 
 
Toiminnalliset vaatimukset: 
- Sisään kirjautuminen käyttäjätunnuksella ja salasanalla 
- Käyttäjien ylläpito 
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- Käyttäjäryhmien ylläpito 
- Käyttäjäoikeuksien ylläpito 
- Kieliversioiden ylläpito 
- Kielikäännösten ylläpito 
- Kieliversion vaihtaminen sivun sisällä 
- Materiaalien kielien ylläpito 
- Materiaalien kategorioiden ylläpito 
- Materiaalityyppien ylläpito 
- Materiaalien ylläpito 
- Tiedostojen lataaminen palvelimelle 
- Haku kategorian mukaan valikosta (hierarkkinen) 
- Materiaalien hakeminen tyyppikohtaisten hakuehtojen mukaan 
- Tiedostojen lataaminen palvelimelta 
- Kuvatiedostojen konvertointi 
- Materiaalin linkin lähettäminen sähköpostitse 
- Materiaalien tietojen säilyttäminen sessiossa (zip-kori) 
- Sessiossa olevien tietojen ylläpito 
- Zip-korien ylläpito 
- Tiedostojen paketoiminen zip-tiedostoon 
- Ulos kirjautuminen (session lopetus) 
 
Edellä mainitut toiminnallisuudet määriteltiin tässä vaiheessa hyvin karkeasti. Kaikkia 
ylläpidettäviä asioita tuli siis voida lisätä, muokata ja poistaa, mikäli käyttäjä omaisi 
tarvittavat oikeudet. 
3.4 Suunnittelu 
Suunnitteluvaiheen aikana suunniteltiin valmiiksi koko järjestelmä aiemmissa vai-
heissa tehtyjen määritysten mukaan. Tässä vaiheessa päätettiin vaadittujen toimin-
nallisuuksien toteutustavoista sekä suunniteltiin tietokantarakenne ja käyttöliittymä. 
 
20 
 
 
Järjestelmä päätettiin toteuttaa käyttäen VB.NET-kieltä Microsoft.NET arkkitehtuurin 
2.0 versiolla.  Microsoft.NET-sovelluskehitysalustaan päädyttiin sen monipuolisten 
komponenttien vuoksi ja VB.NET-kieleen olemassa olevan osaamisen takia. Toimek-
siantajan käyttämällä testipalvelimella oli asennettuna myös Microsoft SQL Server 
2005, joten tietokantaratkaisut tehtiin sitä käyttäen. Microsoft.NET ympäristöön löy-
tyy paljon hyviä valmiita komponentteja, joiden käyttömahdollisuuksia tutkittiin ja 
laskettiin niiden käyttöönoton kannattavuutta itse ohjelmoituihin järjestelmän 
osuuksiin verrattuna. Tultiin siihen lopputulokseen, että ainakin tiedostojen palveli-
melle lataamista ja tiedostojen paketointia varten kannattaisi etsiä sopivat kom-
ponentit. Näiden osa-alueiden itse ohjelmoiminen veisi paljon aikaa, ja esimerkeiksi 
otetut komponentit olivat hinnaltaan suhteellisen halpoja niistä saatavaan hyötyyn 
nähden. 
 
Koska järjestelmä oli tarkoitus tuotteistaa, se tuli olla mahdollisimman helppo ottaa 
käyttöön aina uudelle asiakkaalle. Tässä vaiheessa mietittiin myös vaihtoehtoa, että 
tehtäisiin yksi järjestelmä, johon olisi mahdollista lisätä useita asiakkaita, jotka eivät 
kuitenkaan pääsisi mitenkään käsiksi toistensa tietoihin tai tiedostoihin. Jokaisella 
asiakkaalla tulisi olla myös oma ulkoasu. Tällaisesta toteutuksesta oli jo aiempaakin 
kokemusta, joten vaihtoehto tiedettiin hyvinkin mahdolliseksi toteuttaa. Tämmöises-
sä tapauksessa järjestelmän HTML-rakenne olisi pitänyt pitää samana jokaiselle asi-
akkaalle ja määrittää vain asiakkaan tietoihin, mitä tyylitiedostoa käytetään. Tämä 
olisi luonut kuitenkin rajoitteita esimerkiksi sellaiselle tapaukselle, että joku asiakas 
haluaisi muuttaa, lisätä tai poistaa tiettyjä toiminnallisuuksia, jotka muilla asiakkailla 
olisi tullut olla toisin. Asiakaskyselyjemme perusteella myös datamäärät asiakasta 
kohden olisivat olleet niin suuria, että saattaisimme tarvita kokonaisen palvelimen 
jokaista asiakasta kohden. Tulimme siihen lopputulokseen, että tehdään järjestelmä, 
joka pitää sisällään vain yhden asiakkaan tiedot ja tiedostot. Näin saataisiin tehtyä 
asiakaskohtaisia määrityksiä järjestelmän toimintoihin ja käyttöliittymään. 
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Käyttäjienhallinta 
Käyttäjätietojen ja -oikeuksien ylläpitäminen päätettiin toteuttaa niin, että pääkäyt-
täjällä olisi oikeus luoda uusia käyttäjä sekä muokata vanhojen käyttäjien tietoja ja 
poistaa olemassa olevia käyttäjiä. Käyttäjien salasanat pidetään tietokannassa MD5-
kryptattuna, jolloin tietokannasta ei saa suoraan selville käyttäjien salasanoja. Ylläpi-
täjällä on mahdollisuus muuttaa salasana, mikäli käyttäjä on unohtanut edellisen. 
Jokaisella käyttäjällä on myös oikeus muuttaa omia tietojaan sekä salasanaansa. 
Käyttäjät on mahdollista lisätä käyttäjäryhmiin, joiden avulla voidaan asettaa yksittäi-
selle käyttäjälle oletusoikeudet jokaiseen kategoriaan. Käyttäjätasoja tuli olla vähin-
tään viisi: 
• Read only: käyttäjä voi nähdä materiaalit, mutta ei voi ladata niitä itselleen. 
• Limited access: käyttäjä voi nähdä ja ladata materiaaleja, mutta ei lisätä niitä. 
• Standard access: käyttäjä voi nähdä, ladata, lisätä ja muokata materiaaleja, 
mutta ei poistaa niitä. 
• Full access: käyttäjä voi nähdä, ladata, lisätä, muokata ja poistaa materiaaleja. 
• Administrative: käyttäjällä on kaikki mahdolliset oikeudet materiaalien hallin-
taan sekä käyttäjien ja oikeuksien ylläpitoon. 
 
Käyttäjille tuli olla mahdollista asettaa myös oletuskieli, joka tulisi automaattisesti 
sivuston kieleksi kirjautumisen yhteydessä. Kirjautumissivu olisi aina englanninkieli-
nen. Käännösten ylläpitämistä varten suunniteltiin tehtäväksi työkalut, joiden avulla 
olisi mahdollisuus lisätä uusi kieli, luoda uusi käännös sekä muokata jokaisen kielen 
käännöksiä erikseen. Käännettävät osiot tulisi aina määrittää koodiin valmiiksi niin, 
että kielikäännökset voitaisiin hakea tietyn tunnisteen mukaan tietokannasta halutul-
le kielelle.  
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Materiaalit 
Materiaalien kategorisointi sekä erityyppisten materiaalien ominaistietojen näyttä-
minen tuli saada toteutettua hyvin pitkälti dynaamisesti. Tätä varten päätettiin luoda 
ylläpitotyökalut, joiden avulla olisi mahdollisuus luoda uusia kategorioita sekä mää-
rittää kategorioiden tasoja, luoda materiaalityyppejä ja määrittää, mitä tietoja kusta-
kin halutaan lisätä sekä ylläpitää materiaalien kieliä. Kategorioille tulisi voida määrit-
tää yläkategoria, jonka mukaan kategorioiden tasot saataisiin selville. Uutta kategori-
aa lisättäessä jokaiselle käyttäjälle tulisi luoda oletusoikeudet kategoriaan, jotka olisi 
jälkeenpäin mahdollista muuttaa käyttäjäryhmien tai yksittäisten käyttäjien ylläpito-
työkaluista. Materiaalityyppejä tulisi olla mahdollista lisätä rajoittamaton määrä ja 
jokaiselle pitäisi saada määrittää mitä tietoja niistä voi lisätä. Mahdollisia tietokenttiä 
tulisivat olemaan alussa 
• lisätiedot 
• kielet 
• metatieto 
• kuvan muokkaus 
• soittoaika 
• bittinopeus (kbit/s) 
• kuvasuhde 
• esikatselukuva. 
Lisäksi tulisi olla mahdollista merkata tiedostotyyppi kuvatiedostoksi, jonka mukaan 
esimerkiksi haettaisiin esikatselukuva suoraan itse tiedostosta eikä esikatselukuvan 
sijainnista. Materiaaleille tulee voida myös lisätä merkintä, mille kielelle materiaali on 
tarkoitettu ja nämä kielet tulisi voida valita listauksesta. Materiaalien kielien ylläpito-
työkalulta vaadittiin vain se, että kieliä on mahdollisuus lisätä, muokata ja poistaa. 
 
Materiaaleja lisättäessä tulisi ensin valita materiaalin tyyppi, jonka jälkeen näkyviin 
päivittyisivät oikeat kentät, jotka materiaalityypille olisi määritetty näkyväksi. Tämän 
jälkeen valittaisiin kategoria. Kategorialistauksessa näkyisivät vain ne kategoriat, joi-
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hin käyttäjällä olisi oikeus lisätä materiaaleja. Seuraavaksi täytettäisiin materiaalityy-
pille määritetyt tekstitiedot tekstikenttiin. Lopussa olisi mahdollisuus merkata mate-
riaali tilattavaksi tuotteeksi antamalla materiaalin tietoihin oma nimi ja sähköpos-
tiosoite, johon tilaukset otettaisiin vastaan. Mikäli käyttäjä ei määritä tuotetta tilat-
tavaksi, valitaan seuraavaksi palvelimelle ladattava tiedosto käyttäjän omalta tieto-
koneelta. Tämän jälkeen jatketaan painikkeesta eteenpäin, jolloin tiedoston lataami-
nen palvelimelle alkaa ja näkyviin tulee statistiikkaa latauksen vaiheesta. Latauksen 
lopuksi annetaan käyttäjälle ilmoitus latauksen onnistumisesta ja siirrytään sivulle, 
jossa materiaalin tiedot näkyvät. 
 
Materiaaleja tuli pystyä hakemaan kaikkien mahdollisten materiaalille määritettyjen 
tietojen perusteella. Hakuehtojen tulisi siis päivittyä dynaamisesti valitun materiaali-
tyypin mukaan. Metatietojen perusteella haettaessa etsittäisiin hakusanojen vastaa-
vuuksia kaikista metatietokentistä niin, että hakusana voisi olla vain metatiedon osa. 
Haku suoritettaisiin aina haku-painikkeen kautta, jonka jälkeen hakuehtoja vastaavat 
materiaalit listautuisivat allekkain hakukenttien alapuolelle. Tässä näkymässä materi-
aaleista näytettäisiin vain tietyt tiedot. Jokaisen materiaalin kohdalla olisi linkit, joi-
den avulla pääsisi katsomaan materiaalin tarkempia tietoja, muokkaamaan materiaa-
lin tietoja, mikäli oikeudet riittäisivät, sekä linkki, jonka kautta materiaalin voisi lisätä 
zip-koriin.  
 
Materiaalin lisätiedot -sivulla näkyisi kaikki materiaalille määritetyt tiedot sekä ajat 
jolloin materiaali on lisätty ja milloin sitä on viimeksi muokattu. Myös materiaalin 
lisääjän ja muokkaajan nimet näkyisivät tiedoissa. Materiaalin tietojen alla olisi paini-
ke, jonka kautta materiaalin lataaminen onnistuisi. Kuvatiedostoille tulisi ensin mää-
rittää, tehdäänkö niiden resoluutiolle tai tiedostomuodolle mitään muutoksia. Tässä 
näkymässä olisi myös linkki, jonka kautta materiaalin tietoja pääsisi muokkaamaan, 
mikäli käyttäjällä olisi vaaditut oikeudet. Sivun oikeassa alalaidassa olisi linkki, josta 
olisi mahdollisuus lähettää sähköpostitse suora linkki materiaaliin. Lähetettävän lin-
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kin mukana tuli vaaditut parametrit, joiden avulla järjestelmä osaisi ohjata linkin 
kautta tulleen käyttäjän kirjautumisen jälkeen suoraan oikealle sivulle. 
 
Zip-kori 
Materiaaleja tulisi olla mahdollista laittaa "zip-koriin", jonka periaate vastaisi hyvinkin 
pitkälti verkkokaupoista tuttua ostoskoria. Zip-koriin voisi lisätä materiaaleja käteväs-
ti selailun aikana, ja kun kaikki halutut materiaalit olisivat kasassa, ne voisi ladata 
yhtenä zip-tiedostona palvelimelta omalle tietokoneelle. Kuvatiedostoille tulisi voida 
asettaa myös tiedot millä tavalla niitä muokataan zip-tiedoston lataamisen yhteydes-
sä. Lisäksi zip-koreja tulisi voida tallentaa niin, että muutkin käyttäjät pääsisivät la-
taamaan suoraan samat tiedostot yhtenä pakettina. Tallennettuja paketteja tulisi 
myös voida muokata ja poistaa jälkikäteen. Tämä mahdollistaisi esimerkiksi sen, että 
käyttäjä voi luoda yhden zip-paketin, joka sisältää kaikki tiettyyn mainoskampanjaan 
kuuluvat tiedot, jotka mainostoimisto voisi käydä hakemassa yhtenä pakettina. Mikä-
li kampanjamateriaaleihin tulisi muutoksia, vanhat tiedostot voisi käydä korvaamassa 
uusilla ja päivitetyn paketin voisi käydä lataamassa samasta paikasta. 
 
Rakenne 
Järjestelmä rakennettiin käyttäen ASP.NETin Master Page -rakennetta, jolloin sivun 
perusrakenne määräytyy projektista löytyvän .master-päätteisen tiedoston mukaan. 
Tällainen sivu voi sisältää staattista tekstiä, HTML-elementtejä ja palvelinpuolen 
kontrolleja. Tässä projektissa master-sivu sisälsi vasemmanlaidan ja ylälaidan navi-
gaatiot, zip-korin, kielivalinnan sekä contentplaceholderin, johon sisältösivut tulivat 
näkyviin. Tällaisella rakenteella päästiin siihen lopputulokseen, ettei samaa html run-
koa tarvinnut aina kopioida jokaiselle sivulle. Master Page -rakenne toimii siis vastaa-
valla tavalla kuten ennen paljon käytetty frame-rakenne, mutta Master Pageissa fra-
mejen heikkoudet on poistettu. Master Paget voivat keskustella contentplaceholde-
reissa olevien sivujen kanssa keskenään, ja sivustolla navigoitaessa selaimen osoiteri-
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villä näkyy sisältösivun tiedostonimi, eikä Master Pagen tiedostonimi. Tämä helpot-
taa esimerkiksi suoraan tietylle sisältösivulle linkittämistä ulkoiselta sivustolta. 
 
Tietokanta 
Tietokannan suunnittelussa lähdettiin liikkeelle siitä, että ensin suunniteltiin käyttäjä-
tietokantataulut, jotka sisälsivät kaikki vaadittavat käyttäjien ja käyttäjäryhmien tie-
dot sekä käyttäjä oikeuksiin vaadittavat määritykset. Käyttäjiä koskevien tietokanta-
taulujen jälkeen edettiin materiaalien kategorisointiin, jotka liittyvät läheisesti myös 
käyttäjäoikeuksiin. Kun materiaalien kategorisointi oli saatu valmiiksi, voitiin siirtyä 
itse materiaalitaulun suunnitteluun. Ylläpidettävät osat pyrittiin linkittämään kaikkial-
le kokonaislukumuotoisten tunnisteiden kautta eikä suoraan tekstinä, jotta tietojen 
oikeellisuus pysyisi paremmin suojattuna. Kielikäännösten vaatimat tietokantataulut 
pysyivät erillään muusta tietokannasta, koska käännöstekstit haetaan suoraan teks-
timuotoisen yksilöivän tunnisteen avulla, eikä suoraan viitata mihinkään tiettyyn tie-
tokannasta löytyvään tietueeseen. Kuviossa 4 on kuvaus suunnitellusta tietokannasta 
ja sen taulujen suhteista. 
26 
 
 
 
KUVIO 4. Kaavio tietokannasta ja sen taulujen suhteista. 
 
3.5 Toteutus 
Rakennusvaiheen aikana aiemmissa vaiheissa suunniteltu järjestelmä toteutettiin 
sovittua ympäristöä ja sovittuja työkaluja käyttäen. Järjestelmän rakentaminen aloi-
tettiin tietokannan luomisella. Tietokannan ylläpitoon käytettiin Microsoft SQL Server 
2005 -ohjelmistoa. Ohjelmiston avulla tietokannan luominen onnistui kätevästi graa-
fisen käyttöliittymän kautta. Tehtyjen suunnitelmien pohjalta tietokantataulujen 
luominen oli todella helppoa, eikä niihin jälkikäteenkään tarvinnut juuri muutoksia 
tehdä. Tietokantaa varten luotiin myös uusi käyttäjä, jolla oli oikeudet vain kehitettä-
vän järjestelmän tietokantaan. Tietokannan valmistumisen jälkeen luotiin Visual Stu-
dio 2005 -ohjelmistolla uusi web-sivusto ja määritettiin web.config-tiedostoon tieto-
kantayhteyden ConnectionString kuviossa 5 näkyvällä tavalla. 
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KUVIO 5. ConnectionString. 
 
Kun tietokantayhteyden ConnectionString oli lisätty web.config-tiedostoon, voitiin 
tietokannasta hakea dataa esimerkiksi kuviossa 6 esitetyllä tavalla. 
 
 
KUVIO 6. Esimerkki datan hakemisesta tietokannasta. 
 
Seuraavaksi luotiin sivuston Master Page, jota käytettiin koko sivuston pohjana ja 
jonka sisältämään contentplaceholderiin kaikki sisältösivut tulivat sijoittumaan. Lisäk-
si luotiin vielä pohjaksi sivuston aloitussivu, default.aspx. Uuden sivun luomisen yh-
teydessä valittiin sisältösivulle Master Page, jolloin Visual Studio generoi automaatti-
sesti vaaditut koodit, joiden mukaan sivu osaa käyttäytyä oikein Master Pagen sisällä.  
Näiden tiedostojen pohjalle lähdettiin seuraavaksi kasaamaan sivuston ulkoasua. 
Ulkoasu 
Ulkoasu päätettiin pitää kehitysvaiheessa mahdollisimman yksinkertaisena, koska 
jokaiselle asiakkaalle tehtäisiin kuitenkin oma ulkoasunsa. Tarkoitus oli toteuttaa 
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ulkoasun HTML-rakenne niin, että asiakaskohtaiset muutokset voitaisiin tehdä mah-
dollisimman pitkälle pelkästään css-määrityksillä. Ulkoasun rakentaminen aloitettiin 
graafikon luoman ulkoasun paloittelulla kuviin Adobe Photoshop 7 -ohjelmistoa käyt-
täen. Kuvien paloittelun jälkeen luotiin täysin staattinen etusivu html-tiedostoon ja 
tehtiin tarvittavat tyylimääritykset ulkoiseen css-tiedostoon. Seuraavaksi siirrettiin 
etusivun html-koodi masterDam.master-tiedostoon, joka oltiin aiemmin tehty pro-
jektin pohjaksi. Master Pagen sisältämä contentplaceholder sijoitettiin oikealle pai-
kalleen html-koodiin, jotta sisältö tulisi näkymään oikeassa paikassa. Kuviossa 7 on 
näkyvissä sivuston yleinen ulkoasu testivaiheessa. 
 
 
KUVIO 7. Sivuston ulkoasu. 
 
Kirjautuminen ja Käyttäjienhallinta 
Järjestelmään kirjautuminen vaatii käyttäjätunnuksen ja salasanan, jotka vastaavat 
tietokannan käyttäjätaulusta löytyviä vastineitaan. Käyttäjän syöttämä salasana koo-
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dataan käyttämällä MD5-algoritmia, joka muuttaa annetun salasanan 128-bittiseksi 
tiivisteeksi, joka usein esitetään 32-merkkisenä heksakoodattuna merkkijonona. Tätä 
merkkijonoa verrataan tietokannasta löytyviin salasanoihin, ja jos sekä salasana että 
käyttäjätunnus täsmäävät, ohjataan käyttäjä etusivulle. Kirjautumisen onnistuttua 
käyttäjän tietoja asetetaan sessioon, josta ne tarkastetaan jokaisella sivulla. Mikäli 
käyttäjätietoja ei löydy sessiosta, käyttäjä ohjataan takaisin kirjautumissivulle ja ole-
massa oleva sessio lopetetaan. Kirjautumisvaiheessa sessioon lisätään myös tyhjä 
taulukko zip-korin materiaaleja varten. Näin selvitään ylimääräisiltä tarkastuksilta 
materiaalien koriin lisäämisvaiheessa, kun ei tarvitse tarkastaa, onko taulukkoa yli-
päätään vielä olemassa. Käyttäjän tiedoista asetetaan sessioon samalla myös sivus-
ton kieli, joka oletuksena tulee käyttöön etusivulle siirryttäessä. 
 
Käyttäjienhallinnan työkalujen listaukset rakennettiin GridView-kontrolleja käyttäen. 
GridViewia käyttämällä oli mahdollista tehdä muutoksia tietokantaan SqlDataSour-
cen UpdateCommandin avulla. Näin esimerkiksi käyttäjäoikeuksien muutokset saatiin 
tehtyä helposti ja yksinkertaisesti. Yhteen GridView:n kolumniin täytettiin näytettä-
väksi kategorian käyttäjäoikeudet ja kyseisen kolumnin EditItemTemplateen asetet-
tiin listaus kaikista valittavissa olevista käyttäjäoikeuksista. Listaus tehtiin DropDown-
List-kontrolliin, jonka DataSourceksi haettiin DataSet. Listauksesta tehdyn valinnan 
mukaan tietokantaan päivittyi kategorialle määrätty käyttäjäoikeus. Esimerkki Grid-
View:n käytöstä käyttäjänhallinnassa löytyy kuviosta 8. Käyttäjähallintaan lisättiin 
myös mahdollisuus hakea käyttäjiä käyttäjätunnuksella tai sen osalla. Suuremmille 
asiakkaille tämä toiminnallisuus tulisi todennäköisesti olemaan toivottu. 
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KUVIO 8. Käyttäjänhallinta. 
 
Käyttäjäryhmien työkaluun luotiin painike, jonka avulla on mahdollista ajaa muutetut 
käyttäjäoikeudet kaikille käyttäjäryhmän käyttäjille. Tällöin korvaantuu myös käyttä-
jäkohtaisesti tehdyt asetukset. Tästä toiminnallisuudesta kyseltiin potentiaalisilta 
asiakkailta ja kaikki olivat tyytyväisiä siihen. 
Kielikäännökset 
Kielikäännösten ylläpitoa varten toteutettiin työkalut, joiden avulla oli mahdollista 
lisätä, poistaa ja muokata kieliä ja niiden käännöksiä. Jokaista käännöstä kohti löytyy 
tietokannasta tunniste, joka on yleensä käännettävä sana tai sanonta englanniksi. 
Jokaista tunnistetta kohti löytyy kielen tunnisteen mukaan sen vastike, joka tuloste-
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taan käyttäjän näkyville. Käännettävä sana voidaan hakea esimerkiksi seuraavalla 
komennolla: 
 gFunctions.Translate(Session("language"), "Word", True) 
 
Käännösfunktion koodia voi tarkastella tarkemmin liitteestä 1. Ensimmäiseksi para-
metriksi funktiolle annetaan kielen id, joka useimmiten haetaan sessiosta. Seuraa-
vaksi annetaan sanan tunniste merkkijonona ja viimeiseksi valitaan aloitetaanko sana 
isolla kirjaimella. Funktio palauttaa haetun käännöksen merkkijonona. Testivaiheessa 
funktio palauttaa oletuksena haetun sanan tunnisteen, mikäli käännöstä ei löydy. 
Funktioon on myös lisätty valmiiksi kommentteihin mahdollisuus palauttaa tässä ta-
pauksessa virheilmoitus, jossa kerrotaan sanan käännöksen puuttuvan. Toiminnalli-
suus on mahdollista muuttaa nopeasti asiakkaan toiveiden mukaan. 
 
Kielikäännöstenkin muokkaaminen on toteutettu GridView:n avulla kuviossa 9 näky-
vällä tavalla. Käännöksiä muokatessa GridView:n sisään ladataan aina 20 käännöstä 
tunnisteen mukaan aakkosjärjestyksessä. Sivua on mahdollisuus vaihtaa taulukon 
alalaidasta. Muokkaaminen tapahtuu suoraan valitun käännöksen kohdalta klikkaa-
malla oikealta muokkaa-linkkiä, joka paljastaa valitun rivin EditItemTemplaten. Täl-
löin näkyviin tulee tekstikenttä, johon muutokset on mahdollista tehdä. Muutokset 
voi tallentaa tai peruuttaa rivin oikeassa laidassa olevien linkkien avulla. 
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KUVIO 9. Kielikäännösten ylläpito. 
 
Materiaalien ylläpitotyökalut 
Materiaalien ylläpitoa varten tarvittiin työkalut, joilla oli mahdollista lisätä, muokata 
ja poistaa kategorioita sekä materiaalien kieliä. Myös materiaalien tyyppejä tuli olla 
mahdollisuus lisätä, muokata ja poistaa. Lisäksi tarvittiin luonnollisesti työkalu, jonka 
kautta uuden materiaalin sai lisättyä ja muokattua. Työt aloitettiin materiaalin tietoja 
pohjustavilla työkaluilla eli kategorioiden, kielien ja tyyppien ylläpidolla. Näiden val-
mistuttua siirryttiin itse materiaalin työkaluihin. 
 
Kategorioiden työkalun vaatimuksena oli, että kategorioita tuli voida lisätä, niiden 
nimeä tuli voida muuttaa sekä niitä tuli pystyä poistamaan. Lisäksi tuli olla mahdolli-
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suus valita kategorialle yläkategoria, jotta kategorioinnista saataisiin hierarkkinen. 
Muokkaaminen toteutettiin jälleen GridView:n EditItemTemplaten avulla, jolloin tie-
tyllä rivillä olleen kategorian nimeä voitiin muuttaa tekstikentän kautta ja yläkatego-
ria voitiin valita DropDownLististä. Näin vältyttiin siirtymiseltä erilliselle muokkaussi-
vulle ja kaikki muokkaus- ja poisto-operaatiot saatiin suoritettua samasta näkymästä. 
Kategorian lisääminen hoidettiin kuitenkin uuden erillisen sivun kautta, jossa käyttä-
jää vaadittiin määrittämään pelkästään uuden kategorian nimi. Vasta kategorian li-
säämisen jälkeen sille voitiin määrittää yläkategoria. Kategorioita on mahdollisuus 
poistaa taulukon oikean laidan "Poista"-painiketta klikkaamalla. Ennen poistoa ruu-
tuun tulee vielä javascriptillä tehty varmistus, ettei käyttäjä vahingossa onnistu pois-
tamaan kategorioita. 
 
Materiaalien kielien käyttötarkoitus oli vain merkitä mille kielelle mikäkin materiaali 
oli tarkoitettu. Vapaan tekstikentän täyttäminen materiaalin tietoihin ei kuitenkaan 
tullut kyseeseen, sillä haluttiin, että samankieliset materiaalit voisi hakea helposti ja 
yksiselitteisesti. Kun materiaalien kieliin viitattaisiin suoraan niiden tunnisteilla, olisi 
hakulogiikka täysin pettämätön. Myöhemmin olisi myös mahdollisuus kehitellä jon-
kinlaisia lisäominaisuuksia kielien pohjalle. Kielten työkalun vaatimuksena oli siis vain 
mahdollisuus lisätä, muokata ja poistaa uusia kieliä, joiden tiedot sisälsivät ainoas-
taan kielen nimen. Muokkaamistyökalu voitiin toteuttaa siis kokonaan GridViewn 
EditItemTemplatea käyttäen. 
 
Materiaalien tyyppien muokkaamista varten vaadittiin työkalut, joilla oli mahdolli-
suus lisätä, muokata ja poistaa materiaalityyppejä sekä määrittää niille tiedot, joita 
tietyn tyyppisille materiaaleille olisi mahdollista lisätä. Materiaalien tietokentät pi-
dettiin ainakin aluksi kovakoodattuina, koska niiden lisääminen olisi kuitenkin kohta-
laisen nopeaa ja tehtävissä asiakkaan toiveiden mukaan. Materiaalityypin lisääminen 
ja muokkaaminen toteutettiin erilliselle sivulle, josta pystyi määrittämään tekstikent-
tään tyypin nimen sekä valita valintaruutujen avulla halutut tietokentät. 
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Itse materiaalin lisäämiseen käytettävä työkalu toteutettiin omalle sivulleen, joka oli 
suunniteltu vain materiaalien lisäämistä varten. Materiaalien muokkaamista varten 
toteutettiin oma sivunsa. Ensimmäisenä materiaalia lisätessä valitaan materiaalin 
tyyppi, jonka mukaan määräytyy mitä kenttiä käyttäjälle näytetään materiaalia lisä-
tessä. Kenttien piilottaminen toteutettiin Panel -kontrollien Visible -attribuuttia 
muuttamalla materiaalin tyypille valittujen tietokenttien mukaan. Tietokannassa ma-
teriaalien tietokentät eivät olleet pakollisia, joten ne oli mahdollista jättää tyhjäksi. 
Tämä mahdollisti sen, että SQL:n Insert -skripti pystyttiin luomaan dynaamisesti valit-
tujen tietokenttien perusteella. 
 
Materiaalien kielien valitseminen toteutettiin niin, että luotiin kaksi DropDownList -
elementtiä, joista vasemmanpuoleinen täytettiin tietokannasta löytyvillä kielillä. Tä-
män jälkeen vasemmasta listasta klikkaamalla saadaan siirrettyä valitut kielet oike-
anpuoleiseen listaukseen kuten kuviosta 10 huomataan. Tietoja lisättäessä tietokan-
taan voidaan laskea kaikki oikeanpuoleisesta listasta löytyvät kielet valituiksi. Aluksi 
kielten valinnan yhteydessä tapahtui sivulla Postback, joka aiheutti sivun kaikkien 
muiden kenttien tyhjentymisen sekä tiedoston latautumisen palvelimelle. Tämän 
takia sivulla jouduttiin ottamaan käyttöön Ajax, jonka avulla kielivalintojen yhteydes-
sä voitiin tehdä vain osittainen Postback, joka ei vaikuttanut sivun muihin kontrollei-
hin tai kenttiin. Projektiin otettiin käyttöön Ajax Control Toolkit, joka on Microsoftin 
aloittama vapaanlähdekoodin projekti. Se sisältää useita kontrolleja ja komponentte-
ja, jotka helpottavat osittaisten Postbackien tekemistä tietyissä yhteyksissä. Tässä 
tapauksessa päädyttiin käyttämään UpdatePanel -kontrollia, jonka avulla Postback 
saatiin rajattua vain paneelin sisäiseksi. UpdatePanelille piti määrittää Postbackin 
käynnistävät tapahtumat. Määritettiin niin, että osittainen Postback tapahtuisi silloin 
kun kielilistauksien valintoja muutettaisiin. Näin valinnat pystyttiin tekemään hävit-
tämättä muita lomakkeen tietoja. (Gallo, Barkol & Vavilala 2008, 333) 
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KUVIO 10. Kielten valitseminen materiaaleille. 
 
Ennen lisättävän materiaalin tiedoston valitsemista on mahdollisuus merkitä materi-
aali tilattavaksi. Tällaisia materiaaleja voivat olla esimerkiksi painokelpoiset esitteet 
tai suuret julisteet. Tilattavaksi materiaali merkitään laittamalla valinta tilattavan 
materiaalin ruutuun. Tällöin esiin aukeaa kaksi tekstikenttää, joihin tulee syöttää 
toimittajan sähköposti ja nimi. Samalla esiin tulee myös ilmoitus, että valittuja tie-
dostoja ei ladata palvelimelle. 
 
Tiedoston lataamista varten päädyttiin käyttämään ulkoista komponenttia, jonka 
avulla saadaan tietoa latauksen vaiheista. Komponentiksi valittiin Krystalwaren jul-
kaisema SlickUpload. Ennen komponentin valintaa tehtiin vertailua useammista vaih-
toehdoista ja lopulta käytännön testausta kahdesta parhaasta vaihtoehdosta. Toise-
na vaihtoehtona loppusuoralla oli Dart Communicationsin PowerWEB File Upload -
komponentti. Näistä kuitenkin voiton vei SlickUpload helpommalla konfiguroinnilla ja 
monipuolisimmilla muokkausmahdollisuuksilla. PowerWEB File Upload -komponentti 
oli vaikeaa saada toimimaan Ajax Control Toolkitin UpdatePanelin kanssa, eikä sitä 
täydellisesti saatu toimimaan ollenkaan. Kuviossa 11 nähdään SlickUpload-
komponentti toiminnassa. 
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KUVIO 11. Tiedoston lataaminen palvelimelle. 
 
Komponentin käyttöönottoa varten web.config -tiedostoon lisättiin kuviossa 12 nä-
kyvät koodirivit. 
 
KUVIO 12. Web.config-tiedostoon SlickUpload-komponenttia varten lisätyt rivit. 
 
Komponentin käyttöönotto oli varsin helppoa ja se saatiin toimimaan toivotulla taval-
la UpdatePanelin sisällä niin, että ainoastaan oikean painikkeen painaminen laukaisi 
latausprosessin. Itse latausprosessi käynnistettiin javascriptin avulla. Latauksen val-
mistuttua käynnistyy proseduuri SlickUpload1_UploadComplete, joka hoitaa datan 
tallentamisen tietokantaan. Kun tiedot ollaan saatu ladattua tietokantaan, annetaan 
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käyttäjälle ilmoitus materiaalin lisäämisen onnistumisesta ja tulostetaan ladattujen 
tiedostojen tiedot komponentista Repeateriin kuten kuviosta 13 nähdään.   
 
 
KUVIO 13. Palvelimelle ladatun tiedoston tiedot. 
 
Materiaalien hakeminen 
Materiaalien hakeminen tapahtuu aina saman sivun sisällä, johon myös hakutulokset 
tulostetaan. Hakukentät sijoitettiin hakusivun ylälaitaan, jotta ne olisivat aina näky-
vissä. Hakuehtoina materiaaleille voidaan käyttää kaikkia materiaaleille syötettyjä 
tietoja. Mikäli materiaalin tyyppiä ei ole valittu hakukentästä, näkyy materiaaleille 
vain perushakutiedot, jotka löytyvät kaikilta materiaalityypeillä kuten metatiedot ja 
kategoria. Materiaalityypin valinnan jälkeen päivitetään lisäksi tyypille ominaiset tie-
tokentät kuten kielet tai bittinopeus. Nämä kentät tulevat näkyviin ja päivittyvät il-
man koko sivun Postbackia. Tämä on toteutettu niin, että kaikki päivitettävät kohteet 
on suljettu Ajax Control Toolkitin UpdatePanelin sisään ja materiaalityypin listauksen 
valintamuutos saa aikaan näiden sisältöjen päivittymisen.  
 
Hakuehtojen syöttämisen jälkeen haku käynnistyy Hae-painikkeesta. Haun jälkeen 
täytetään hakukenttien alapuolelle sijoitettu Repeater -kontrolli. Repeaterin täyttä-
minen suoritetaan määrittämällä sen DataSourceksi SqlDataAdapter, joka tekee tie-
tokantahaun määritellyn SQL-kyselyn perusteella. Kysely luodaan dynaamisesti haku-
kenttiin tehtyjen valintojen perusteella. Metatietojen hakeminen toteutettiin niin, 
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että erilliset hakusanat on mahdollista erottaa toisistaan yleisimmillä erotusmerkeillä 
( , . ; : ). Haettaessa metatietokentän merkkijono pätkitään taulukkoon erillisiksi ha-
kusanoiksi. Taulukko käydään läpi niin, että jokaisesta metatietokentästä tehdään 
haku jokaisella annetulla hakusanalla. 
Zip-kori 
Zip-korin tarkoituksena oli mahdollistaa käyttäjälle useamman materiaalin lataami-
nen kerralla yhtenä zip-tiedostona. Toimintaperiaate oli hyvin samantapainen kuin 
perinteisissä verkkokauppojen ostoskoreissa. Korin tiedot pidettiin session sisällä 
taulukossa, joka sisälsi ainoastaan valitun materiaalin tunnisteen. Muita tietoja mate-
riaaleista ei tarvinnut vielä tässä vaiheessa lisätä, koska materiaaleja ei tarvinnut voi-
da olla useampaa kappaletta ja kaikki tarvittavat tiedot saataisiin haettua tietokan-
nasta pelkän tunnisteen avulla. Korin ominaisuuksiin lisättiin myös mahdollisuus 
muokata kuvia ennen niiden pakkaamista. Tämä toteutettiin korin ylläpitosivulla, 
josta halutut muokkaukset oli mahdollista tallentaa. Muokkaustiedot lisättiin session 
DataTableen, joka sisälsi muokattavan materiaalin tunnisteen sekä muokkaustiedot. 
 
Materiaalin lisääminen zip-koriin tapahtuu materiaalilistaus-sivulla. "Lisää zip-koriin" 
-painiketta klikatessa haetaan sessiosta olemassa oleva taulukko ja lisätään siihen 
tilaa uudelle arvolle, mikäli lisättävää materiaalia ei vielä taulukosta löydy. Seuraa-
vaksi päivitetty taulukko laitetaan sessioon vanhan taulukon tilalle. Tämän jälkeen 
käsketään MasterPagen päivittää ylälaidassa näkyvän zip-korin sisältö vastaamaan 
päivitettyä tilannetta. Tarkempaa tietoa materiaalin lisäämisestä koriin löytyy kuvios-
ta 14. 
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KUVIO 14. Materiaalin lisääminen zip-koriin. 
 
Zip-korin ylläpitoon pääsee käsiksi vasemman ylälaidan linkin kautta. Ylläpidosta on 
mahdollisuus poistaa valittuja materiaaleja, tarkastella niiden tietoja sekä lisätä kuva-
tiedostoille muokattavia määreitä. Kuvatiedostojen muokkaamista varten siirrytään 
erilliselle sivulle, jossa on mahdollisuus syöttää haluttu kuvan resoluutio, skaalaus ja 
tiedostomuoto. Muokkaustietoja tallennettaessa tarkastetaan ensin onko sessioon jo 
tallennettu muokkaustietoja sisältävä DataTable. Mikäli DataTablea ei löydy, luodaan 
uusi DataTable ja lisätään ensimmäiselle riville materiaalin muokattavat tiedot. Jos 
DataTable taas löytyy, tarkastetaan löytyykö siitä jo tietoja muokattavasta materiaa-
lista. Mikäli löytyy, avataan löydetty DataRow muokattavaksi DataRow.BeginEdit() -
komennolla. Tämän jälkeen rivin tiedot voidaan korvata uusilla tiedoilla, ja lopuksi 
määritetään muokkaaminen päättyneeksi DataRow.EndEdit() -komennolla. Jos van-
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hoja tietoja ei löydy, lisätään uusi DataRow, johon sisällytetään kyseisen materiaalin 
muokkaustiedot. Tämän jälkeen rivi lisätään DataTableen. Lopuksi hyväksytään Data-
Tableen tehdyt muutokset DataTable.AcceptChanges() -komennolla. Viimeiseksi päi-
vitetään tai lisätään DataTable sessioon. 
 
Zip-korien ylläpitoon lisättiin myös mahdollisuudet tallentaa valmiita koreja tietokan-
taan sekä muokata ja poistaa niitä. Tämän toiminnallisuuden ideana oli, että käyttä-
jällä olisi mahdollisuus paketoida valmiiksi esimerkiksi jonkin mainoskampanjan ma-
teriaalit ja lähettää linkki valmiiseen pakettiin suoraan vastaanottajalle kuten yksit-
täisenkin materiaalin tapauksessa. Korin tapauksessa tosin käyttäjälle ladattaisiin 
automaattisesti sessioon korin sisältö ja ohjattaisiin suoraan ylläpito- ja lataussivulle 
kirjautumisen jälkeen. Materiaalikorit tallennetaan suoraan tietokantaan, josta ne on 
mahdollista ladata takaisin sessioon joko muokattavaksi tai ladattavaksi.  
 
Koria muokatessa materiaalien tiedot haetaan tietokannasta sessioon, jossa korva-
taan mahdollinen aiemmin luotu zip-kori. Sessioon tallennetaan myös muuttujaksi 
muokattavan korin tunniste, jonka avulla korin tiedot voidaan päivittää tietokantaan. 
Tunnisteen avulla tarkastetaan myös, ollaanko koria muokkaamassa, vai onko kori 
aivan normaalisti käytössä. Mikäli muokattavan korin tunnistetta ei löydy sessiosta, 
tallennetaan kori uutena zip-korina.  
 
Kun zip-kori haetaan tietokannasta ladattavaksi, sen tiedot vain haetaan tietokannas-
ta mahdollisen olemassa olevan korin tilalle. Tämän jälkeen koria on mahdollisuus 
käyttää, kuten sen olisi itse kerännyt. Kuviosta 15 nähdään zip-korin ulkoasu, josta 
tulee esille myös kaikki korin toiminnot. 
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KUVIO 15. Zip-korin ylläpito. 
 
3.6 Testauksen suunnittelu 
Testauksen suunnittelun aikana määriteltiin miten järjestelmää tulee testata, jotta 
lopputuloksesta saataisiin mahdollisimman varmatoiminen ja käyttäjäystävällinen. 
Testaamisen osuutta projektin kannalta ei saa aliarvioida vaan siihen tulee paneutua 
tarkasti ja järjestelmällisesti. Myös loppukäyttäjät päästettäisiin testauksen loppu-
vaiheessa mukaan, jotta saataisiin hyviä ehdotuksia järjestelmän kehittämiseksi ja 
löydettäisiin ainakin käyttäjien kannalta tärkeimmät virheet. Tämän yhteistyön aika-
na loppukäyttäjillä on myös hyvä mahdollisuus tutustua etukäteen uuden järjestel-
män käyttöön, jotta sen käyttöönotto sujuisi nopeammin. (Murch 2001, 107-110) 
 
Testausta suunniteltiin aluksi tehtäväksi yrityksen sisällä, jonka jälkeen saataisiin suu-
rimmat virheet karsittua pois. Järjestelmää laitettaisiin testaamaan yksi sellainen 
henkilö, jolla ei ole tarkempaa tietoa järjestelmän toiminnoista sekä yksi sellainen 
joka tietäisi tarkemmin myös erikoistapauksia, jotka järjestelmässä olisivat mahdolli-
sia. Testaamista varten tarvittaisiin useita eri kokoisia ja muotoisia tiedostoja, joiden 
avulla palvelimelle lataaminen saataisiin testattua. Myös eri tiedostomuotojen la-
taaminen selaimen kautta käyttäjän koneelle voisi aiheuttaa joitain virhetilanteita tai 
epätoivottuja toiminnallisuuksia. Käyttäjiä ja käyttäjäryhmiä lisättiin jo valmiiksi tie-
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tokantaan, jotta oikeuksien muokkaamista olisi helpompi testata. Testaajien olisi 
tarkoitus edetä loogisesti järjestelmässä käyttäjienhallinnan ja materiaalien ylläpidon 
kautta peruskäyttäjien toiminnallisuuksiin. Tämän testauksen jälkeen tuloksista kes-
kusteltaisiin projektiryhmän kesken ja päätettäisiin, miten kunkin virheen tai huomi-
on suhteen toimittaisiin. Lopuksi tiedot annettaisiin ohjelmoijalle, joka toteuttaisi 
ohjeistuksen mukaiset korjaukset. 
 
Ensimmäisen testauksen ja korjauskierroksen jälkeen ohjeistettaisiin potentiaaliset 
loppukäyttäjät testaamaan järjestelmää. Käyttäjille pidettäisiin lyhyt koulutus järjes-
telmän käytöstä, jonka jälkeen käyttäjille annettaisiin vapaat kädet toimia järjestel-
män sisällä kuten oikeastikin. Kaikki käyttäjien luomat tiedot ja materiaalit olisi mah-
dollista siirtää suoraan tuotantoversioon, jotta käyttäjän tekemä testaustyö ei menisi 
hukkaan, mikäli järjestelmä otettaisiin käyttöön. Tällä tavoin saataisiin käyttäjän kyn-
nystä uuden järjestelmän käyttöönottoa ajatellen madallettua. Testauksen loputtua 
loppukäyttäjien kanssa keskusteltaisiin tehdyistä huomioista ja listattaisiin virheet 
sekä parannusehdotukset ylös jälkikäsittelyä varten. Seuraavaksi tehdyistä huomiois-
ta keskusteltaisiin projektiryhmän sisällä ja päätettäisiin toimenpiteistä. Lopuksi toi-
mittaisiin sovittujen toimintaohjeiden mukaisesti reagoimalla loppukäyttäjien teke-
miin huomioihin. 
3.7 Käyttöönoton suunnittelu 
Käyttöönoton suunnitteluvaiheen tarkoituksena on aloittaa valmistelut järjestelmän 
julkaisua varten. Näin saadaan järjestelmän käyttöönotto sujumaan kaikkien kannalta 
mahdollisimman vaivattomasti ja saadaan arvioitua aika, joka tuotantoon siirtämi-
seen käytetään. 
 
Käyttöönoton yhteydessä on otettava huomioon asiakkaan tarpeet. Asiakkaan vaati-
essa paljon palvelintilaa ja kaistaa, voidaan asiakkaalle jopa ottaa käyttöön oma pal-
velin. Useimmissa tapauksissa kuitenkin käyttöönottoa varten tarvitsee vain luoda 
uusi tietokanta ja kopioida järjestelmän tiedostot oikeaan paikkaan palvelimella. Tä-
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män jälkeen kopioituun uuteen järjestelmään tehdään vaaditut määritykset, jotta 
tiedot osataan hakea oikeasta tietokannasta ja materiaalit oikeasta hakemistosta. 
 
Tietokannan luomista varten tehdään valmis tietokantaskripti, jolla pystytään luo-
maan koko tietokanta ylläpitäjän tunnuksineen. Tämä sql-lause saadaan generoitua 
kehitystietokannasta kun järjestelmän kehitysversio palautetaan siihen tilaan, mihin 
uusi halutaan aina luoda. Lisäksi useimmat haastatellut loppukäyttäjät olivat haluk-
kaita ottamaan käyttöön oman ulkoasun järjestelmään, joten tässä tapauksessa myös 
tyylitiedostoon tulee tehdä muutoksia ja luoda uusia graafisia elementtejä. 
 
Asiakkaalle pidetään koulutus järjestelmän käytöstä ja annetaan mukaan myös kirjal-
liset ohjeet. Kun järjestelmä on toiminnassa, annetaan asiakkaalle pääylläpitäjän 
tunnukset, joiden avulla kaikkien tarpeellisten osioiden ylläpitäminen on mahdollista.  
3.8 Jatkotoimenpiteet 
Projekti saatiin vietyä tämän raportin valmistumiseen mennessä siihen vaiheeseen, 
että testausta oli hieman aloitettu ja käyttöönoton suunnittelu oli pääpiirteittäin teh-
ty. Järjestelmän kehitys tulee vielä jatkumaan ennen ensimmäisen version käyttöön-
ottoa asiakkaalle. Potentiaaliset asiakkaat pääsevät kuitenkin jo mukaan kokeilemaan 
järjestelmää sen testivaiheessa, jonka myötä saamme lisää tärkeää tietoa asiakkai-
den tarpeista, järjestelmän puutteista ja sen kehitysideoista. 
 
Järjestelmän testauksen jälkeen korjataan olemassa olevien ominaisuuksien ja toi-
mintojen viat, mutta ei vielä lähdetä lisäämään ominaisuuksia, mikäli vastaan ei tule 
aivan ehdottomia tarpeita. Testauksen yhteydessä järjestelmää tarkastellaan vielä 
tarkemmin käytettävyyden näkökulmasta, jotta loppukäyttäjille saataisiin luotua 
mahdollisimman miellyttävä käyttökokemus. Seuraavaksi järjestelmään lähdetään 
suunnittelemaan näyttävämpää ulkoasua, jotta se vetoaisi paremmin potentiaalisiin 
asiakkaisiin. Ulkoasun tulisi olla näyttävä, mutta ei liian persoonallinen, jotta se veto-
aisi mahdollisimman moniin. 
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Tulevaisuudessa järjestelmään tullaan lisäämään ominaisuuksia ensisijaisesti asiak-
kaiden toiveiden ja tarpeiden mukaan. Käyttäjiltä saatavan palautteen ansiosta jär-
jestelmästä saadaan luotua jatkuvasti toimivampi ja toimivampi kokonaisuus yritys-
ten sisäiseen materiaalien hallintaan. Järjestelmästä olisi mahdollista kehittää myös 
kokonaisvaltaisempi yritysten sisäisten asioiden kuten resurssien ja aikataulujen yllä-
pitoon käytettävä  ratkaisu. Monipuolisesta käyttäjienhallinnasta ja kieliversioinnista 
olisi hyvä pohja rakentaa monia erilaisia extranet ratkaisuja. 
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4 POHDINTA 
Tässä työssä suunniteltiin ja toteutettiin määrittelyjen pohjalta ensimmäinen versio 
.NET-pohjaisesta digitaalisen aineiston hallintajärjestelmästä. Tarkoituksena oli saada 
järjestelmä siihen vaiheeseen, että se olisi voitu ottaa käyttöön ensimmäiselle asiak-
kaalle, mutta tästä tavoitteesta jäätiin hieman resurssien riittämättömyyden takia. 
Järjestelmä saatiin kuitenkin prototyyppiasteelle ja kaikki määritellyt toiminnallisuu-
det saatiin toteutettua. Toiminnallisuuksien testaaminen ja ulkoasun viimeistely jäi-
vät kuitenkin kesken. 
 
Toimeksiantaja halusi järjestelmästä tuotteen, joten määrittelyjä tehtäessä ei otettu 
huomioon vain yhtä asiakasta. Erittäin hyväksi keinoksi määrittelyjen tekemiseen 
todettiin kuitenkin kyselyjen ja kommenttien ottaminen potentiaalisilta loppukäyttä-
jiltä. Potentiaaliset asiakkaat etsittiin toimeksiantajan vanhoista asiakkaista, jolloin 
kommunikaatio loppukäyttäjien ja projektiryhmän kesken oli sujuvaa, koska osapuo-
let olivat ennestään tuttuja toisilleen. 
 
Suunnitteluvaiheen aikana järjestelmä päätettiin toteuttaa itse ohjelmoiden Mic-
rosoft .NET framework 2.0:lla ja tietokannaksi valittiin Microsoft SQL Server 2005. 
Näihin lopputuloksiin päädyttiin, koska käytettävällä palvelimella oli valmiudet ky-
seisten tekniikoiden käyttämiseen ja niiden uusimiseen ei haluttu käyttää resursseja. 
Käytetyt tekniikat todettiin toteutusvaiheessakin hyviksi, mutta käytetyn ajaxin kan-
nalta uudempi .NET framework olisi hieman helpottanut ohjelmointityötä. Myös käy-
tetyt kolmannen osapuolen komponentit todettiin toimiviksi ja huomattiin niiden 
säästänen paljon aikaa toteutuksen osalta. Etenkin zip-tiedoston luovan komponen-
tin käyttäminen osoittautui erittäin yksinkertaiseksi ja toimivaksi. SlickUpload-
komponentin tuoneita lisätöitä tiedostojen palvelimelle lataamisen yhteydessä ei 
46 
 
 
koettu liian suuriksi saatuun hyötyyn nähden. Latausstatistiikan saaminen näkyviin 
käyttäjälle olisi vaatinut itse ohjelmoituna suuren työmäärän. 
 
Projektin dokumentointi oli koko projektin ajan puutteellista, koska resurssit projek-
tia varten haluttiin pitää mahdollisimman pieninä. Dokumentoinnin puutteellisuudes-
ta ei projektin kuluessa ilmentynyt ongelmia, mutta tulevaisuudessa tämä voi tuottaa 
lisää töitä ongelmien tullessa esille.  Opinnäytetyön raportointivaiheessa määrittely- 
ja suunnitteluvaiheiden dokumenteista olisi ollut paljonkin hyötyä. 
 
Vaikka työtä ei saatukaan projektin aikana aivan siihen pisteeseen, mitä oli toivottu, 
koettiin projekti onnistuneeksi, koska kaikki toiminnallisuudet saatiin toteutettua ja 
suurimmat ongelmat ratkaistua. Lopullisista testaustuloksista riippuen työmäärä jär-
jestelmän käyttöönottovalmiuteen saamiseksi on vain murto-osa siihen tähän men-
nessä käytetystä ajasta. Työmääräarvio järjestelmän käyttöönottovalmiuteen saat-
tamiseksi on yhteensä noin viikon työ yhdeltä graafikolta ja ohjelmoijalta. Tehtäväksi 
jäi siis enää paremman graafisen ilmeen luominen ja testauksessa havaittavien viko-
jen korjaaminen. 
 
Kaiken kaikkiaan projekti oli todella opettavainen ottaen huomioon, että kokemus 
.NET-pohjaisten järjestelmien luomisesta oli hyvin vähäinen. Työ opetti paljon aivan 
perusteista alkaen monimutkaisempia asioita myöten. Projektiin lähdettiin sillä asen-
teella, että toiminnallisuuksien toteuttamismahdollisuuksia ei koskaan kyseenalais-
tettu vaan pyrittiin aina vain keskittymään oikeiden toteuttamistapojen etsimiseen. 
Tämä periaate opetti erittäin paljon sillä se pakotti etsimään keinot, eikä antanut 
mahdollisuutta luovuttamiselle. 
 
Järjestelmä jäi opinnäytetyön aikana prototyyppiasteella, mutta sitä tullaa varmasti 
kehittämään eteenpäin, jotta siihen käytetyt resurssit eivät menisi hukkaan. Pohja 
hyvää digitaalisen aineiston hallintajärjestelmää varten on luotu, joten jatko tulee 
toivottavasti olemaan antelias sekä toimeksiantajalle että järjestelmän käyttäjille. 
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Usko järjestelmän mahdollisuuksiin kaikenkokoisten yritysten käytössä on kova ja sen 
uskotaan tulevaisuudessa saavan useita käyttäjiä.  
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LIITTEET 
Liite 1. Käännösfunktio 
Shared Function Translate              
Returns translation for word/longer text.                                       
- intLangID=id, language for translation(Lang table's id)                         
- strWord=word to be searched (Searched by lang_id=0) Translations 
table's word_id=what words are translations for same text 
- blnUCaseStart, true = return the word as it has been inserted (by 
default, all table's words are inserted with starting capital letter, 
must be taken note when inserting words), false returns text in 
lowercase so word can be used in middle of sentence                                                              
 
Public Shared Function Translate(ByVal intLangID As Integer, ByVal 
strWord As String, ByVal blnUCaseStart As Boolean) As String 
        Dim Conn As SqlConnection 
        Dim Cmd As SqlCommand 
        Dim Reader As Data.SqlClient.SqlDataReader 
 
        Dim CmdWord As SqlCommand 
        Dim ReaderWord As Data.SqlClient.SqlDataReader 
 
        Dim strSQL As String 
        Dim strConn As String 
        Dim intWordID As Integer 
 
        ''Default language 
        If intLangID = 0 Then intLangID = 1 
 
        strConn = 
System.Configuration.ConfigurationManager.AppSettings("ConnectionStri
ng") 
 
        strSQL = "SELECT word_id FROM translations WHERE content='" & 
strWord & "' AND Lang_ID=0" 
        Conn = New Data.SqlClient.SqlConnection(strConn) 
        Cmd = New Data.SqlClient.SqlCommand(strSQL, Conn) 
        Cmd.Connection.Open() 
 
        Reader = Cmd.ExecuteReader() 
        If (Reader.Read()) Then 
            intWordID = Reader.GetValue(0) 
            Conn.Close() 
            strSQL = "SELECT content FROM translations WHERE 
word_id=" & intWordID & " AND lang_id=" & intLangID 
 
            CmdWord = New Data.SqlClient.SqlCommand(strSQL, Conn) 
            CmdWord.Connection.Open() 
            ReaderWord = CmdWord.ExecuteReader 
            If ReaderWord.Read Then 
                If blnUCaseStart Then 
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                    Translate = ReaderWord.GetString(0) 
                Else 
                    Translate = LCase(ReaderWord.GetString(0)) 
                End If 
            Else 
                Cmd.Connection.Close() 
 
                Translate = "Translation error." 
            End If 
        Else 
            Cmd.Connection.Close() 
            Conn.Close() 
  'Translate = "Error, translation for " & strWord & " not 
found." 
                   
  Translate = strWord 
        End If 
 
        Conn.Close() 
    End Function 
