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Анотацiя
У данiй статтi дослiджується та аналiзується проблема стiйкостi криптовалюти Ethereum та можливiсть захисту вiд
атак на реалiзацiю. Важливiсть цього питання саме для даної криптовалюти полягає у тому, що в якостi протоколу
узгодження застосовується будь-яке адаптивне правило реалiзоване на вiртуальнiй машинi – Ethereum Virtual
Machine. Переваги полягають у гнучкостi, тобто будь-який алгоритм, будь-якi операцiї, якi необхiднi клiєнтам,
можна реалiзувати. Як наслiдок, виникає багато лазiвок, якi складно передбачити та аналiзувати.
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Вступ
Ethereum – платформа для створення практично
будь-яких децентралiзованих онлайн-сервiсiв на базi
блокчейна, що працюють на базi розумних контра-
ктiв. Реалiзована як єдина децентралiзована вiрту-
альна машина. Це молода валюта, оскiльки була
запущена у лiтi 2015 року. Вона використовує вла-
сну вiртуальну машину – Ethereum Vitrual Machi-
ne(EVM). Крiм того, Ether – це програмований бло-
кчейн, у який можна закласти будь-який алгоритм.
1. Структура Ethereum
1.1. Ланцюжок блокiв
Ланцюжок блокiв транзакцiй (англ. Blockchain) –
розподiлена база даних, яка пiдтримує постiйно зро-
стаючий перелiк записiв, званих блоками, вiд пiдроб-
ки та переробки. Кожен блок мiстить часову мiтку
та посилання на попереднiй блок геш-дерева (дерева
Меркле). Це своєрiдний iнструмент для збережен-
ня даних транзакцiй. Розподiлена база даних – це
сукупнiсть взаємопов’язаних баз даних, розподiле-
них в однiй комп’ютернiй мережi. Логiчний зв’язок
мiж базами забезпечується системою керування, яка
дозволяє керувати розподiленою базою даних так,
щоб створювати у користувачiв iлюзiю цiлiсної бази
даних.
За структурою Blockchain – ланцюжок блокiв,
який мiстить в собi певну iнформацiю. При цьому всi
блоки ланцюжка пов’язанi один з одним. Блок на-
повнений групою записiв, а новi блоки завжди дода-
ються в кiнець ланцюга i дублюють iнформацiю, що
мiститься в ранiше створених структурних одиницях
системи, додаючи до неї нову. Цифровi записи об’єд-
нуються у блоки, якi пов’язуються в хронологiчному
порядку за допомогою криптографiчних алгоритмiв.
Кожен блок пов’язаний iз попереднiм та мiстить у
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собi набiр записiв. Новi блоки додаються у кiнець
ланцюжка. Щоб транзакцiя вважалася пiдтвердже-
ною, її формат i пiдписи повиннi перевiрити i потiм
групу транзакцiй записати в спецiальну структуру
– блок. Iнформацiю у блоках можна швидко перевi-
рити. Кожен блок завжди мiстить iнформацiю про
попереднiй.
Блок являє собою дерево геш-покажчикiв або так
зване «дерево Меркле» – структура даних, яка мi-
стить пiдсумкову iнформацiю про якийсь бiльший
обсяг даних. Використовується для перевiрки цiлi-
сностi даних. Данi подiляються на малi частини, якi
iндивiдуально гешуються. Потiм з кожної пари гешiв
по черзi обчислюється спiльний геш. Якщо у гешу
немає пари – вiн переноситься на новий рiвень. Дана
процедура повторюється доки не залишиться один
геш.
Створений блок iз доданим до нього деяким зге-
нерованим випадковим числом буде прийнятий iн-
шими користувачами, якщо числове значення гешу
заголовка дорiвнює або нижче певного числа, вели-
чина якого перiодично коригується. Так як резуль-
тат гешування непередбачуваний, немає алгоритму
отримання цього випадкового числа, крiм випадко-
вого перебору. Дерева Меркле є зручним механiзмом,
оскiльки володiють наступними важливими власти-
востями:
1) Proof-of-Existence. Властивiсть, що дає можли-
вiсть перевiрити наявнiсть певних даних в опера-
цiях блокчейну. Тобто доведення того, що кори-
стувач справдi здiйснив усi необхiднi обчислення
для знаходження гешiв транзакцiй та цiлого бло-
ку. Доведення Меркле складається iз елемента,
кореневого гешу дерева та гiлки, що включає
усi гешi вiд елемента до кореня. Завдяки цьому,
можна легко переконатись, що було дотримано
правил гешування протягом усiєї вiтки, що у
свою чергу доводить, що елемент розмiщений
на правильному мiсцi.
2) Заголовок будь-якого блоку знаходиться на осно-
вi гешiв транзакцiй i т. д. Тому, щоб обчислити
геш заголовку, необхiдно використовувати гешi
листкiв у деревi Меркле. Вiдповiдно, при пiд-
робцi чи спотвореннi хоча б одного листка вiд-
буватиметься непередбачувана змiна заголовку
самого блоку.
Дерева Меркле – основа блокчейну Ethereum.
1.2. Доведення Меркле в Ethereum
Кожен блок в Ethereum мiстить не одне, а цiлих
три дерева Меркле для об’єктiв рiзних типiв[1]: тран-
закцiй, квитанцiй(тобто даних, про результати вико-
нання кожної транзакцiї) та станiв.
В Ethereum використовується префiксне дерево
Меркле. Двiйковi дерева Меркле гарнi для перевiр-
ки iнформацiї, представленої у виглядi списку. Вони
непогано пiдходять i для подання дерев транзакцiй,
тому що редагувати їх не потрiбно. Щодо дерева ста-
нiв, то з ним все трохи складнiше. В Ethereum стан –
це таблиця ключiв i значень, в якiй ключi є адресами,
а значення – рахунками з балансом, одноразовим
кодом i сховищем (яке саме по собi є деревом).
Стан часто оновлюється: баланси i коди рахункiв
змiнюються, користувачi створюють новi рахунки,
ключi в сховище додаються i видаляються. Для ро-
боти зi змiнними даними бажано використовувати
структуру, у якiй можна легко обчислювати новий
корiнь пiсля вставлення, оновлення, змiни або вида-
лення даних, при цьому не обчислюючи заново все
дерево. Також бажанi двi iншi властивостi:
1) Глибина дерева повинна бути обмеженою через
загрозу того, що зловмисник може спробува-
ти створити якомога бiльш глибоке дерево для
проведення DoS-атаки (щоб кожне оновлення
дерева займало багато часу).
2) Корiнь дерева повинен залежати тiльки вiд да-
них, але не вiд порядку виконання оновлень. За-
стосування оновлень в iншому порядку i навiть
перерахунок дерева з нуля не повиннi змiнювати
корiнь.
Префiксне дерево – це структура даних, яка, кра-
ще за все вiдповiдає описаним критерiям. У такому
деревi ключ, за яким зберiгається значення, коду-
ється у виглядi гiлки дерева. У кожного вузла є
16 дочiрнiх вузлiв, що дозволяє кодувати ключi в
шiстнадцятковiй системi числення.
2. Атаки на реалiзацiю Ethereum: атака пе-
реповнення буферу
Атака переповнення буферу (англ. Buffer Overflow)
– це явище, що виникає, коли комп’ютерна програ-
ма записує данi за межами видiленого їй буфера.
Головна проблема таких атак полягає у тому, що
зловмисник може помiщати в оперативну пам’ять
iнструкцiї на машиннiй мовi та здiйснювати будь-
якi необхiднi йому дiї. Найчастiше такi помилки
виникають через недостатню перевiрку вхiдних да-
них. Атака переповнення буферу в криптосистемах
є частковим випадком криптоаналiтичних атак на
реалiзацiю[3].
Правильно написанi програми повиннi перевiряти
довжину вхiдних даних для того, щоб переконатись,
що вони не бiльшi, нiж видiлений буфер. Але на
практицi цю вимогу виконати досить важко.
Переповнення буферу широко поширенi серед про-
грам, що написанi на низькорiвневих мовах програ-
мування. Наприклад, асемблер чи C. У таких випад-
ках програмiсти повиннi самостiйно керувати роз-
мiром видiленої пам’ятi[2]. А такi мови як Python,
Java керують видiленням пам’ятi самостiйно, що ро-
бить помилки для переповнення буферу практично
неможливими.
В Ethereum вiртуальна машина контролює це на
певному рiвнi, але не дає нiяких гарантiй безпеки. То-
му необхiдно застосувати спецiальнi методи захисту
вiд атак на реалiзацiю. Особливо коли використову-
ється гостьовий гiпервiзор, то на його рiвнi можна
прочитати та розiбрати структуру вiртуальної ма-
шини.
Розглянувши приклад[4], можна побачити, що у
ньому не здiйснюється нiяких перевiрок на вхiднi
данi та атаки переповнення буферу можуть бути
успiшно реалiзованi. Для забезпечення стiйкостi по-
трiбно вводити додатковi перевiрки на вхiднi данi.
Крiм того, необхiднi додатковi механiзми у структурi
EVM, що забезпечували б стiйкiсть до таких атак.
Висновки
У даному дослiдженнi вперше формулюється зада-
ча аналiзу стiйкостi криптовалюти Ethereum до атак
на реалiзацiю. Крiм того, вперше дослiджувалась
стiйкiсть до атаки «переповнення буферу». Оскiль-
ки ранiше такi дослiдження даної криптовалюти не
проводились, то отриманi результати можна викори-
стати для подальшого бiльш глибокого дослiдження
даної проблеми.
Провiвши дослiдження структури криптовалюти
Ethereum з точки зору її стiйкостi до криптоаналi-
тичних атак на реалiзацiю, можна зробити висновок
про залежнiсть успiху цiєї атаки вiд вибору конкре-
тного протоколу Ethereum. Оскiльки у структурi
EVM не має вiдповiдних механiзмiв для захисту вiд
такого роду атак, то для уникнення уразливостей
необхiдно здiйснювати додаткову перевiрку вхiдних
даних, хоч це i вiдiб’ється на швидкодiї програми.
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