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Seznam uporabljenih simbolov in indeksov 
V magistrskem delu so uporabljeni naslednji simboli in indeksi: 
Tabela 1: Količine in simboli 
Količina / oznaka Enota 
Ime Simbol Ime Simbol 
Čas t Sekunda s 
Tok i Amper A 
Upornost R Ohm Ω 
Induktivnost L Henri H 
Napetost U Volt V 
Kotna hitrost   𝜔 Radiani na sekundo rad/s 
Vrtilna hitrost n Vrtljaji na minuto min-1 
Število polovih parov pp - - 
Navor M Newton meter N m 
Vztrajnostni moment J Kilogram meter kvadrat kg m2 
Koeficient trenja b - - 
Mehanska moč P Watt W 
Magnetni sklep  𝜓 Weber Wb 
Magnetna upornost Rm Amper na volt sekundo A/Vs 
Električni kot rotorja 𝜌  Radiani rad 
Kot med SKS ter vektorjem 
statorskega toka  
 𝜙 Radiani rad 
Kot med SKS ter vektorjem 
napetosti  
 𝜉 Radiani rad 
Fazni kot  𝜑 Radiani rad 
Frekvenca preklapljanja fsw Hertz Hz 
Vzorčni čas preklapljanja tsw Sekunda s 
xii Seznam uporabljenih simbolov in indeksov 
 
Relativna permeabilnost materiala 𝜇𝑟  - - 
Relativna permeabilnost zraka  𝜇0 - - 
Število ovojev N - - 
Presek jedra tuljave A Kvadratni meter m2 
Napetost baterije UDC Volt V 
Maksimalen tok Imax Amper A 
Matrični ekvivalent imaginarni enoti J - - 
Matrika navideznih induktivnosti Ls Henri H 
Matrika inkrementalnih 
induktivnosti 
Li Henri H 
 
Tabela 2: Indeksi spremenljivk 
Indeks Simbol 
Statorske količine s 
Električne količine el 
Mehanske količine meh 
Element inverzne matrike inv 
Referenčne količine * 
Bremenske količine (navor) l 
Enosmerne količine DC 
Količine v smeri koordinat statorskega koordinatnega sistema a,b 
Količine v smeri koordinat rotorskega koordinatnega sistema d,q 






Digitalno analogna pretvorba 
»Finite Element Method« - Metoda končnih elementov 
FIL »FPGA In the Loop« - Metoda testiranja strojne kode na FPGA 
FOC »Field Oriented Control« - regulacija z orientacijo polja 
FPGA »Field Programmable Gate Array« 
HIL »Hardware In the Loop« - strojna oprema v zanki 
IPM »Interior Permanent Magnets« - Motor z notranje nameščenimi 
magneti.  
KSP Koordinatni Sistem Polja 
MBD »Model Based Design« - Modelno zasnovan načrt 
PMSM »Permanent magnet synchronous motor« - Sinhronski motor s 
trajnimi magneti 
PU »Per Unit« 
RKS Rotorski Koordinatni Sistem 
SKS Statorski Koordinatni Sistem 
SoC System on the Chip 
VHDL Hardware Description Language 
  
 







V magistrskem delu je predstavljena zasnova nelinearnega simulacijskega 
modela električnega pogona blagega hibrida podjetja Mahle d.o.o. Model mora biti 
kompatibilen za generacijo strojne kode, s katero lahko konfiguriramo FPGA. To 
pomeni, da je primeren za izdelavo HIL simulatorja, s katerim bo mogoče  preverjanje 
delovanja nizkonapetostnih krmilnih naprav. 
Uvodni poglavji nas uvedeta v obravnavano tematiko, navedeta ključne razloge 
za uvedbo nove oblike testiranja naprav ter njegove prednosti. Razložita tudi princip 
delovanja testov in primer, na katerem temelji pričujoče zaključno delo.  
V naslednjem poglavju opišemo sistem naprav, ki ga želimo simulirati. njegovo 
delovanje ter matematično opišemo sistem s pomočjo fizikalnih zakonov. 
Četrto poglavje predstavi izdelavo zveznega simulacijskega modela sistema v 
programskem okolju Simulink. Pri zasnovi motorja opišemo tudi obdelavo nelinearnih 
podatkov iz FEM analize, ki jih nato vključimo v model. Na koncu poglavja so 
predstavljeni še poteki simulacije izdelanega zveznega modela. 
V petem poglavju opišemo optimizacijske postopke, kot so digitalizacija količin 
ter diskretizacija simulacijskega časa, ki so potrebni za kompatibilnost modela za 
generiranje strojne kode, s katero lahko programiramo FPGA. Model simuliramo ter 
poteke primerjamo z zveznim modelom. 
V nadaljevanju pokažemo potek generacije VHDL kode iz modela ter omejitve 
pri tem postopku. Generirano kodo naložimo na FPGA ploščo ZedBoard in preverimo 
njeno delovanje. 


















The master's thesis presents the development of a nonlinear simulation model of 
the electric drive, which will be embedded in mild hybrid drive system manufactured 
by company Mahle d.o.o. The model shall be compatible with the hardware code 
generation, which can be used for configuring FPGA logic. That means, it shall be  
suitable for development of HIL simulator, which can be used to verify the operation 
of low-voltage control devices. 
The introductory chapters describe the topic, state the key reasons for the 
introduction of a new form of testing and its advantages. The principle of test operation 
and the example on which the presented final work is based, is also explained. 
Next chapter defines physical system and its operation. It also mathematically 
describe the system, with the help of physical laws. 
The fourth chapter presents the design of continuous simulation model in the 
Simulink software environment. It also describe the processing of nonlinear data from 
FEM analysis in motor development, which is then included in the model. At the end 
of the chapter, the simulation results are presented. 
In the fifth chapter, optimization procedures, such as digitization of quantities 
and discretization of simulation time are described. These procedures are necessary 
for the compatibility of model for generating hardware description language code from 
model, which can be used to program the FPGA. At the end of the chapter, optimised 
model is simulated and the results are compared with the continuous model. 
In the following, the VHDL code generation from the model and present 
limitations of this procedure are presented. Generated code is then loaded on the 
ZedBoard FPGA board, to check its regularity. 
In the conclusions, we evaluate the success of the obtained results and describe 
further work. 
 
Key words: modelling, HIL testing, nonlinear two-axis motor model, hardware 






1  Uvod 
Za zagotovitev pravilnega delovanja, varnosti ter zanesljivosti integriranih 
naprav v industriji je potrebno pri razvoju le-te temeljito testirati. Z vse večjo 
kompleksnostjo elektronskih naprav pa narašča tudi število kombinacij testov, ki so 
potrebni za njihov razvoj.  Klasično testiranje naprav zahteva, da je testna naprava 
integrirana v prototip celotnega končnega sistema, kjer se preveri njeno delovanje, kar 
pa je lahko drag in zahteven proces. Zato se razvijalci elektronskih naprav obračajo na 
novejše oblike testov – »Hardware in the loop« (v nadaljevanju HIL).  
Sistem integriranih naprav lahko razdelimo na dve skupini in sicer krmilno 
(testno) napravo ter periferijo (ang. »plant«). Temelj HIL testov je natančen 
simulacijski model periferije, ki ima pri simulaciji enake odzive kot realen sistem. Pri 
testiranju testno napravo povežemo s simulacijskim okoljem tako, da se ta obnaša, kot 
da bi bila integrirana v prototip. To nam omogoča, da napravo testiramo brez strojne 
opreme periferije, ki v zgodnji fazi razvoja večinoma ni na voljo. Polega tega lahko s 
simulacijo ustvarjamo različne testne scenarije, s spreminjanjem spremenljivk v 
simulaciji ali simulacijo napak v sistemu, ki jih je s klasičnimi testi težko izvesti. Tako 
lahko preverimo delovanje naprave brez večjih stroškov in nevarnosti, ki jih imamo 
pri klasičnem testiranju. Test s prototipom je seveda še vedno potreben, vendar ko 
napravo vanj vgradimo, je njeno delovanje že dodobra preverjeno. To nam omogoča, 
da lahko posvetimo več časa drugim testom električnega pogona [1]. 
V zaključnem delu se bomo osredotočili na simulacijo električnega pogona, 
podjetja Mahle d.o.o, ki bo uporabljen za pogon blagega hibrida. Glavni del pogona je 
sinhronski motor s trajnimi magneti, z izrazito nelinearnimi lastnostmi, zato je 
enostaven dvoosni model motorja za HIL simulacijo neuporaben. Ker se v sodobnih 
časih za konstruiranje električnih strojev vedno bolj uporablja metoda končnih 
elementov, ki zagotavlja natančen izračun elektromagnetnega stanja v stroju, bomo v 
magistrskem delu izdelali nelinearni model motorja, ki temelji na dvoosni teoriji ter 
upošteva rezultate metode končnih elementov [2],[3]. 
 
2 1  Uvod 
 
Simulacija periferije sistema se mora izvajati v realnem času, kar zahteva 
kompleksne izračune v zelo kratkih časovnih intervalih. Zato se za simulacijo sistema 
večinoma uporablja FPGA logika, saj lahko le-ta zadosti strogim časovnim omejitvam. 
Problem pri programiranju FPGA predstavlja strojna koda, s katero jih programiramo, 
saj le-ta ni primerna za definiranje kompleksnih dinamičnih sistemov. Zaradi novih 
tehnik simulacijskih orodji se zato v zadnjem času za programiranje FPGA uporablja 
avtomatsko generacijo kode neposredno iz simulacijskih modelov. Postopek takega 
programiranja FPGA bomo prikazali v zaključnem delu [4].  
Za namen magistrske naloge je tako najprej potrebno v programskem okolju 
Simulink izdelati nelinearni dinamični model električnega pogona za blagi hibrid iz 
parametrov motorja danih s strani podjetja Mahle d.o.o. Dodatno naj bo model 
optimiziran za generacijo strojne kode ter posledično za programiranje FPGA-jev.  
Projekta se bomo lotili postopno, najprej bomo z matematičnimi enačbami 
opisali delovanje realnega sistema. Te enačbe bomo nato prenesli v nelinearni 
Matlab/Simulink model, ki bo deloval v zveznem času. Poleg električnega pogona 
bomo izdelali tudi model krmilnika. Nato bodo sledili optimizacijski postopki, 
potrebni za kompatibilnost modela z generacijo strojne kode. V nadaljevanju bomo 
pokazali potek samodejne generacije VHDL kode iz modela, ter omejitve pri tem 
postopku. Na koncu bomo generirano kodo naložili na FPGA ploščo ZedBoard ter 
preverili njeno delovanje. 
 
3 
2  Testiranje naprav s pomočjo matematičnih modelov 
Problematika varnosti in zanesljivosti naprav je v zadnjem času pogosta tematika 
zaradi vse strožjih zahtev v standardizaciji. Zato je za zagotovitev zahtev standardov 
potrebno, da se pri razvoju nove naprave vseskozi temeljito preverja njeno delovanje.  
2.1  Modeliranje 
Modeliranje je način za ustvarjanje virtualne predstavitve sistema iz realnega 
sveta. To predstavitev lahko simuliramo in tako spremljamo njeno obnašanje ob 
različnih pogojih. Modeliranje in simulacija sta zelo priročni metodi za simulacijo 
testnih pogojev v zgodnji fazi oblikovanja, ko velikokrat strojna oprema še ni na voljo. 
Zato lahko že v zgodnji fazi razvoja izboljšamo kakovost zasnove sistema z 
zmanjšanjem števila napak, ki bi jih drugače odkrili šele kasneje v postopku 
načrtovanja [5]. 
2.2  Modelno zasnovano načrtovanje 
Modelno zasnovano načrtovanje (ang. “Model-based design”, v nadaljevanju 
MBD) je matematična in vizualna metoda reševanja težav, ki so povezane z 
načrtovanjem kompleksnega krmiljenja, obdelave signalov, komunikacijskih 
sistemov… Uporablja se v številnih industrijskih panogah, vesoljski, letalski in 
avtomobilski uporabi [5]. 
MBD zagotavlja učinkovit pristop za oblikovanje modelov z uporabo 
elementarnih blokov. Metoda se bistveno razlikuje od tradicionalne metode 
programiranja vgradnih sistemov, saj v nasprotju uporabe zapletenih struktur in 
obsežne programske kode, modele definiramo z uporabo blokov zveznega in 
diskretnega časa. Delo z bloki omogoča grajenje modelov na višjem nivoju kot pisanje 
kode, kar omogoča lažje simuliranje zapletenih dinamičnih sistemov [6]. 
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Ko so znane zahteve za izvajanje programske in strojne opreme, lahko iz 
blokovnega modela samodejno generiramo programsko kodo za vgrajeni sistem. 
Samodejna generacija kode prihrani čas in prepreči vnašanje napak, ki se pojavljajo 
pri ročnem pisanju kode. MBD tako omogoča hiter in stroškovno učinkovit razvoj 
dinamičnih sistemov [6]. 
2.3  Testiranje naprav s pomočjo MBD 
S pomočjo MDB lahko ustvarjamo modele krmilnikov ali periferije sistemov, s 
katerimi lahko preverjamo delovanje drugih vgradnih naprav. Poznamo dve vrsti 
testov, ki za osnovo uporabljajo modelno zasnovano načrtovanje. To sta metodi 
imenovani »Rapid control prototyping« (v nadaljevanju RCP) in »Hardware in the 
loop« (v nadaljevanju HIL).  
2.3.1  "Rapid control prototyping" 
Pri RCP se MBD metoda uporablja za načrtovanje modela krmilnika, ki s 
pomočjo simulacije krmili realno periferijo sistema. To nam omogoča, da modelu v 
realnem času spreminjamo parametre krmiljenja, kar je drugače dolgotrajen proces. 
To nam omogoča hiter razvoj in testiranje krmilnih algoritmov, saj lahko kodo, ki jo 
samodejno generiramo iz modela, uporabimo za programiranje končnega krmilnika 
sistema. Shemo metode RCP prikazuje slika 2.1 [7]. 
 
Slika 2.1:  Shema metode RCP 
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2.3.2  "Hardware in the loop" - HIL 
Zaradi razvoja novih metod testiranja, se MBD v zadnjem času uporablja za 
razvoj simulatorjev, ki se uporabljajo za testiranje strojne opreme v zanki (HIL). HIL 
je tehnika testiranja, ki povezuje simulacijski model s fizično strojno opremo sistema. 
Tehnika se uporablja za testiranje vgrajenih elektronskih krmilnikov, kjer je realni 
krmilnik povezan z matematično simulacijo sistemske periferije. Računalnik, ki 
poganja simulacijski model, v realnem času sprejema električne krmilne signale iz 
krmilnika. Model, ki simulira periferijo sistema, krmilne signale sprejme in na izhodu 
generira enake električne signale, kot jih proizvajajo senzorji realnega sistema. Ti 
signali se nato vrnejo v krmilnik, ki jih ponovno uporabi za regulacijo periferije. 
Testiranje se tako izvaja ciklično, od tod tudi izraz »v zanki«. S tem postopkom lahko 
temeljito preverimo delovanje krmilnika, saj lahko v simulaciji ustvarimo različne 
testne razmere (okvare, izredne razmere ...), ki bi jih s klasičnimi testi težko izvedli. 
Shemo HIL metode prikazuje slika 2.2 [1],[4]. 
 
Slika 2.2:  Shema HIL testiranja 
Pomembna prednost HIL sistemov je, da za testiranje ne potrebujemo prototipa 
pogona, ki v zgodnji fazi razvoja večinoma ni na voljo, kar pomeni, da lahko napravo 
testiramo že zgodaj v razvoju. To nam omogoča, da lahko posvetimo več časa drugim 
testom električnega pogona, kar nam posledično skrajša tudi čas razvoja celotnega 
pogona. S časom razvoja pa je pogojena tudi cena, kar pomeni tudi nižjo končno ceno 
produkta. Poleg tega pri klasičnih testih obstajajo različna tveganja in nevarnosti, ki 
lahko testno napravo uničijo, ter predstavljajo nevarnosti tudi za izvajalce testov. Te 
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nevarnosti pri HIL testiranju niso prisotne, saj se testi izvajajo na nizkonapetostnem 
nivoju, kjer so močnostne količine simulirane [1][8]. 
HIL sisteme lahko glede na kompleksnost/zmožnost testiranja motorskih 
sklopov delimo v dve skupini, in sicer: signalni HIL (v nadaljevanju S-HIL) ter 
močnostni HIL (ang. Power HIL, v nadaljevanju P-HIL) 
 
• Signalni HIL sistem 
Signalni HIL je testiranje krmilnih naprav na nivoju nizkonapetostnih signalov. 
Med simulacijskim okoljem ter testno napravo se izmenjujejo le nizkonapetostni 
signali krmilnika, senzorjev in aktuatorjev (npr. 0 - 3,3 V). Vse močnostne naprave v 
testih se nahajajo v simulaciji, kjer nimamo velikih pretokov moči. Tako so testi varni 
in varčni. V tej fazi lahko testiramo izključno nizkonapetostno stopnjo sistema 
(krmilnik, elektronika, komunikacija,...). V magistrski nalogi se bomo zaradi 
stroškovne ter časovne omejitve osredotočili le na to vrsto testiranja [4]. 
 
• Močnostni HIL sistem 
Simulacija “Power Hardware-in-the-Loop” (P-HIL) predstavlja razširitev            
S-HIL. S to metodo lahko simulacija porablja večje moči, kar pomeni zmožnost 
preizkušanja sistemov, kot so močnostni pretvorniki, generatorji, motorne 
obremenitve... Hkrati pa simulacija zagotavlja večjo natančnost, fleksibilnost ter 
varnost kot običajni dinamometri. Med močnostno testno napravo in nizkonapetostnim 
vezjem simulatorja lahko prenašamo večje moči. To sposobnost dosežemo tako, da 
sistem razdelimo na logično (simulacijsko) in močnostno okolje. Simulacija motorja 
simulira porabo moči, tako da spreminja parametre elementov realnega močnostnega 
vezja, preko katerega nato vrača energijo nazaj v električno omrežje. Poleg vezja za 
simulacijo porabe moči potrebujemo tudi simulacijski model baterije. Shemo P-HIL 
testiranja prikazuje slika 2.3, model baterije in vezje za simulacijo porabe moči 
motorja pa sta prikazani na sliki 2.4. Stranski produkt tega je ogromna količina toplote, 
ki jo moramo odvajati s pomočjo velikih hladilnih sistemov. Ob testiranju močnostne 
enote je krmilna enota, ki smo jo testirali z metodo S-HIL, lahko simulirana ali realna 
[9]. 
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Slika 2.3:  Shema P-HIL  
 
Slika 2.4:  Vezje za simulacijo obremenitve motorja (levo) ter model baterije (desno) [10] 
 
  








3  Elementi simuliranega sistema 
Izdelava simulacijskega okolja zahteva, da natančno poznamo vse realne 
naprave v sistemu, ki ga želimo simulirati. Le-te moramo nato pretvoriti v matematične 
modele, z enakimi vhodnimi in izhodnimi količinami, kot jih ima realen sistem. V tem 
poglavju bomo opisali realen sistem naprav ter s pomočjo fizikalnih zakonov definirali 
njihove matematične modele.  
3.1  Naprave v sistemu 
Sistem, ki ga želimo simulirati je razdeljen na logično in močnostno enoto. 
Logična enota predstavlja krmilnik sistema, ki jo bo pri HIL testiranju zamenjala 
fizična testna naprava. Močnostna enota pa je periferija sistema sestavljena iz: 
• IPM motorja, 
• resolverja, 
• baterije, 
• močnostnega pretvornika. 
Slika (3.1) prikazuje shematsko povezavo realnih naprav 
 
Slika 3.1:  Shematski prikaz povezave realnih naprav 
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3.2  Delovanje sistema 
Iz slike 3.1 je razvidno, da so vhodi v logično enoto referenčna hitrost, signal 
resolverja ter fazni tokovi, ki se pri krmiljenju v orientaciji rotorskega polja pretvorijo 
v krmilne PWM signale. Ti signali krmilijo tranzistorje v močnostnem pretvorniku, ki 
s pomočjo baterijske napetosti UDC pretvarja signale iz krmilnih signalov v pulzno-
širinsko napetost, ta je nato vhod v motor. PWM napetosti v statorju motorja poženejo 
trifazni tok, ki ustvari vrtilno magnetno polje. Ker so na rotorju nameščeni trajni 
magneti, se zaradi privlačnosti med magnetnimi silnicami ustvarja navor, kar motor 
zavrti s sinhronsko vrtilno hitrostjo. V motorju merimo tokove s pomočjo Hallovih 
senzorjev ter kot rotorja s pomočjo resolverja. Ti signali se nato vrnejo v logično enoto, 
kjer so spet uporabljeni pri regulaciji, tako je zanka zaključena. 
 3.3  Električni motor 
Glavni del močnostne stopnje sistema je električni motor. Električni motor je 
stroj, ki pretvarja električno energijo v mehansko. Velika večina električnih motorjev 
je rotacijskih, ki so sestavljeni iz fiksnega (stator) in vrtečega dela (rotor). Poznamo 
veliko vrst rotacijskih električnih motorjev, v grobem pa jih delimo na enosmerne 
(DC) ter izmenične (AC), slednje bomo obravnavali v magistrski nalogi [11]. 
3.3.1  Zgradba in delovanje izmeničnih sinhronskih motorjev 
AC motorji se naprej delijo v asinhronske in sinhronske, glede na to ali se vrtijo 
v sinhronizmu z vrtilnim magnetnim poljem. Razlika med tema tipoma motorjev je v 
rotorju, in sicer asinhronski motor ima na rotorju lahko kratkostično kletko ali navije, 
v katerem se inducirajo kratkostični tokovi. Sinhronski motor pa ima na rotorju 
elektromagnete ali trajne magnete. Za pogone avtomobilov se večinoma uporablja 
sinhronske motorje s trajnimi magneti (PMSM), saj razvijejo velik navor in imajo 
visok izkoristek. Tudi električni pogon obravnavanega blagega hibrida je tega tipa, 
zato se bomo v magistrski nalogi osredotočili na PMSM motor, natančneje na motor z 
magneti potopljenimi v jedro rotorja (IPM) [11]. 
Rotor motorja s trajnimi magneti ustvarja konstantno magnetno polje, stator pa 
je zgrajen iz navitij, ki so med seboj mehansko zamaknjena za 120 stopinj. Če začnemo 
ta navitja vzbujati s sinusnim tokom, ki je v vsakem navitju fazno zamaknjen za 120 
stopinj, dobimo tri pulzirajoča magnetna polja, ki imajo za rezultanto vrtilno magnetno 
polje. Med poljem rotorja in vrtečim se poljem statorja nastajajo interakcijske 
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magnetne sile, ki zavrtijo rotor. Rotor se vrti z enako vrtilno hitrostjo, kot jo ima vrtilno 
magnetno polje, rečemo ji tudi sinhronska vrtilna hitrost, od tu tudi ime takih motorjev. 
3.3.2   Dinamični matematični model PMSM motorja  
Pri sinhronskih motorjih velja, da pozicija rotorja določa tudi pozicijo 
magnetnega polja, s tem sta tudi rotorski koordinatni sistem (RKS) in koordinatni 
sistem magnetnega polja soležna. To pomeni, da je določanje lege magnetnega polja 
veliko lažje, kot na primer pri asinhronskih motorjih – poznati moramo le pozicijo 
rotorja. Za izpeljavo enačb za matematični model stroja moramo najprej poznati 
splošni dinamični nadomestni model PMSM, ki ga prikazuje slika 3.2. 
 
Slika 3.2:  Splošna shema dinamičnega nadomestnega modela PMSM motorja [12] 
 Statorsko navitje je predstavljeno z upornostjo RS in induktivnostjo LS. Trajni 
magnet je predstavljen s konstantnim fluksom ΨTM, ki se vrti z rotorsko kotno hitrostjo 
ω in inducira napetost e. Za razliko od navadnega sinhronskega ali asinhronskega 
stroja tukaj nimamo navitja na rotorju, zato rotorski del sheme odpade. Iz zgornje 
sheme lahko zapišemo vektorsko enačbo za statorsko navitje z enačbo (3.1). 
 𝒖𝑺 = 𝑅𝑆𝒊𝑺 + 𝑳𝑺
𝑑𝒊𝑺
𝑑𝑡
+ 𝒆 (3.1) 
Sedaj lahko narišemo vektorski diagram, ki prikazuje osnovna razmerja med 
vektorji statorske napetosti in toka ter rotorskega fluksa. Kot magnetnega sklepa je 
enak kotu rotorja, saj je magnet fiksiran na rotor (ρ = ε). Vektorski diagram je prikazan 
na sliki 3.3. 
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Slika 3.3:  Vektorski diagram PMSM motorja [12] 
Prostorski vektorji s slike 3.3 so definirani kot: 
 
          𝒖𝑆 = 𝑢𝑆𝑒
𝑗𝜙                    𝒊𝑆 = 𝑖𝑆𝑒
𝑗𝜉                     𝝍𝑇𝑀 = 𝜓𝑇𝑀𝑒
𝑗𝜌 , (3.2) 
pri čemer je 𝜌 kot med statorskim koordinatnim sistemom (SKS) in RKS, 𝜉 kot med 
vektorjem statorskega toka ter SKS, 𝜙 kot med SKS in vektorjem napetosti, 𝜑 pa kot 
med vektorjema napetosti ter toka.  









= 𝑗𝜔𝝍𝑻𝑴  (3.3) 
Ob teh enačbah pa lahko dodamo še definicijo statorskega magnetnega sklepa, 
ki zajema vsoto obeh magnetnih pretokov: 
 𝝍𝑆 = 𝝍𝑇𝑀 + 𝑳𝑺𝒊𝑺  (3.4) 
3.3.3  Sinhronski motor s trajnimi magneti 
Poznamo dve verziji motorja PMSM in sicer motor s površinsko nameščenimi 
trajnimi magneti (SPM) ter motor s trajnimi magneti potopljenimi v rotor (IPM). 
Glavna lastnost IPM motorja je, da potopljeni magneti povzročajo razliko med 
magnetno prevodnostjo v prečni in vzdolžni osi, saj je le-ta odvisna od materiala skozi 
katerega teče magnetni pretok. 
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Permeabilnost trajnega magneta 𝜇𝑟𝑚 v d-osi je približno enaka permeabilnosti 
zraka 𝜇𝑟𝑧 , medtem ko je permeabilnost železa  𝜇𝑟ž, ki prevladuje v q osi, bistveno večja 
od obeh. 
 𝜇rž ≫ 𝜇rz ≈ 𝜇rm = 1  (3.5) 
Posledica različnih permeabilnosti je razlika v induktivnostih v d in q osi po 
enačbi (3.6), pri čemer je N število ovojev navitja, A površina poti silnic magnetnega 
polja, l dolžina silnic, magnetna upornost pa je označena z Rm 






  (3.6) 








< 1  (3.7) 
3.3.4  Linearni napetostni dinamični dvoosni model IPM 
Kot je razvidno iz enačbe (3.7) je prečna komponenta induktivnosti precej večja 
od induktivnosti v vzdolžni osi, kar pomeni, da sta po enačbi (3.4) različna tudi 
statorska magnetna pretoka, kar lahko zapišemo kot: 
 𝜓𝑑 = 𝜓𝑇𝑀 + 𝐿𝑑𝑖𝑑  (3.8) 
 𝜓𝑞 = 𝐿𝑞𝑖𝑞  (3.9) 
Magnetni pretok  𝜓𝑑 v d osi ter 𝜓q v q osi lahko sedaj vstavimo v vektorski 
diagram IPM motorja na sliki 3.4. 
 
Slika 3.4:  Vektorski diagram IPM motorja [12] 
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• Izpeljava linearnih napetostnih enačb 
Osnova za napetostni model je enačba za napetost statorskega navitja, ki smo jo 
že izpeljali v osnovnem dinamičnem modelu z enačbo (3.1). Najlažje jo zapišemo v 
koordinatnem sistemu polja (KSP), ki je tudi rotorski koordinatni sitem (RKS), saj 
lahko tako direktno izluščimo vzdolžno in prečno komponento napetosti. Enačba 
(3.10) prikazuje vektorsko obliko napetostne enačbe v RKS, kjer je uS statorska 
napetost, RS statorska upornost navitja, iS tok v statorskih navitjih, 𝝍𝒔 pa statorski 
magnetni sklep. 
 𝒖𝑺 = 𝑅𝑆𝒊𝑺 +
𝑑𝝍𝑺
𝑑𝑡
+ 𝑗𝜔𝝍𝑺  (3.10) 
Če sedaj v zgornjo enačbo vstavimo enačbo magnetnega sklepa (3.4), dobimo: 
 𝒖𝑺 = 𝑅𝑆𝒊𝑺 +
𝑑𝝍𝑺
𝑑𝑡
+ 𝑗𝜔(𝝍𝑻𝑴 + 𝑳𝑺𝒊𝑺)  (3.11) 
Ker je RKS enak KSP, lahko veličine direktno izrazimo z d in q komponentami, 
pri čemer ne smemo pozabiti, da je pretok trajnega magneta obrnjen v smeri osi d. 
𝑢𝑑 + 𝑗𝑢𝑞 = 






) + (𝑗𝜔𝐿𝑑𝑖𝑑 − 𝜔𝐿𝑞𝑖𝑞) + 𝑗𝜔𝜓𝑇𝑀   (3.12) 
Ob ločitvi na realno in imaginarno komponento dobimo napetostni enačbi za 
vzdolžno (3.13) in prečno os (3.14): 
 𝑢𝑑 = 𝑅𝑆𝑖𝑑 + 𝐿𝑑
𝑑𝑖𝑑
𝑑𝑡
− 𝜔𝐿𝑞𝑖𝑞  (3.13) 
 𝑢𝑞 = 𝑅𝑆𝑖𝑞 + 𝐿𝑞
𝑑𝑖𝑞
𝑑𝑡
+ 𝜔𝐿𝑑𝑖𝑑 + 𝜔𝜓𝑇𝑀  (3.14) 
3.3.5  Nelinearni napetostni dinamični dvoosni model IPM 
Izpeljan dvoosni dinamični model motorja je računsko nezahteven, vendar je 
zaradi svoje linearne narave neuporaben za konstruiranje in simulacijo motorja, saj ne 
zajame nasičenosti feromagnetnih materialov v stroju. Zato moramo za simulacijo 
nelinearnih potekov izdelati model, ki upošteva parametre pridobljene pri 
konstruiranju motorja. 
 
• Upoštevanje nelinearnih parametrov motorja 
Nelinearne parametre motorja lahko pridobimo na dva načina: z meritvami 
motorja ali z uporabo metode končnih elementov (v nadaljevanju FEM – “Finite 
element method”). Slednja metoda je učinkovitejša, saj je natančnejša, za njeno 
izvedbo pa ne potrebujemo izdelanega prototipa motorja, kar je ključni faktor pri HIL 
testiranju. 
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FEM je računska tehnika za iskanje približnih rešitev parcialnih diferencialnih 
enačb ter integralskih enačb. Metoda je zasnovana na integralski formulaciji problema 
– obravnavano območje problema razdelimo na podobmočja imenovana končni 
elementi, ki so za razliko od integralske metode končno veliki. V vsakem območju 
aproksimiramo neznane količine in tako rešimo parcialne diferencialne enačbe za 
vsako podobmočje posebej. Prednosti take metode sta možnost obravnavanja 
geometrijsko zahtevnih problemov, ter uporaba v širokem spektru fizikalnih 
problemov [13]. 
FEM analiza zagotavlja natančen izračun elektromagnetnega stanja v stroju tako, 
da nam poda nelinearne parametre motorja v vsaki delovni točki obratovanja. Zaradi 
računske zahtevnosti se pri tej metodi večinoma omejimo na izračun stacionarnih stanj 
stroja in izpustimo dinamične odzive. Ker pa moramo za potrebe simulacije motorja 
upoštevati tudi dinamične lastnosti, moramo te parametre upoštevati pri modeliranju 
dinamičnega modela. Zato bomo za simuliranje izdelali nelinearni model motorja, ki 
temelji na dvoosni teoriji ter upošteva parametre, ki so že pridobljeni z metodo končnih 
elementov, tako nam dodatnih izračunov ni potrebno izvajati. 
 
• Izpeljava nelinearnih napetostnih enačb 
Pri definiranju linearnega modela smo predpostavili, da sta vrednosti 
induktivnosti v d in q osi konstantni, zato je bil odvod statorskega fluksa po času v 







  (3.15) 
V realnosti pa so induktivnosti ter magnetni sklep trajnega magneta zaradi 
magnetnega nasičenja nelinearno odvisne od vrednosti statorskega toka, kar lahko 
zapišemo z izrazoma (3.16) in (3.17). 
 𝝍𝑺(𝒊𝑺) = 𝑳𝑺(𝒊𝑺)𝒊𝑺 + 𝝍𝑻𝑴(𝒊𝑺)  (3.16) 
 𝝍𝑻𝑴 = [𝜓𝑇𝑀(𝒊𝑺) 0] 
𝑇  (3.17) 
Sedaj lahko iz zgornjih izrazov izrazimo matriko LS po enačbi; 
 𝑳𝑺(𝒊𝑺) = (𝝍𝑺(𝒊𝑺) − 𝝍𝑻𝑴(𝒊𝑺))(𝒊𝑺)
𝑻 (3.18) 
Matriko LS v enačbi (3.18) imenujemo matrika navideznih induktivnosti, njeni 
elementi so definirani kot kvocient magnetnih pretokov v prečni in vzdolžni osi, z 
vsako od komponent toka v obeh oseh. Tako lahko definiramo matriko velikosti 2x2: 












]  (3.19) 
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Elementi matrike LS niso konstantni, ampak so nelinearno odvisni od statorskega 
toka. Če sedaj to matriko vstavimo v enačbo (3.10), dobimo splošno vektorsko enačbo 
nelinearnega modela motorja: 
 𝒖𝑺 = (𝑅𝑆 + 𝑱𝜔𝑳𝑺)𝒊𝑺 + 𝑳𝒊
𝑑𝒊𝑺
𝑑𝑡
+ 𝑱𝜔𝝍𝑻𝑴  (3.20) 
V enačbi (3.20) smo uvedli matrični ekvivalent imaginarni enoti J, ki je prikazan 
z izrazom (3.21) 




ter matriko Li, ki je definirana kot parcialni odvod statorskega fluksa v vsaki osi, po 

















]  (3.22) 
Iz izpeljanih enačb za nelinearni model lahko sedaj sestavimo shemo 
nelinearnega modela, kar prikazuje slika 3.5.  
 
Slika 3.5:  Shema nelinearnega modela IPM motorja [2] 
• Izpeljava navorne enačbe 
Splošna enačba za navor stroja v koordinatnem sistemu polja je prikazana v 








𝑝(𝜓𝑑𝑖𝑞 − 𝜓𝑞𝑖𝑑)  (3.23) 
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Če sedaj izraza (3.8) ter (3.9) vstavimo v zgornjo enačbo, dobimo enačbo za 




𝑝(𝜓𝑇𝑀 + 𝐿𝑑𝑖𝑑)𝑖𝑞 − 𝐿𝑞𝑖𝑞𝑖𝑑) =
3
2
𝑝{𝜓𝑇𝑀𝑖𝑞 + (𝐿𝑑 − 𝐿𝑞)𝑖𝑞𝑖𝑑} (3.24) 
Iz enačbe (3.24) lahko vidimo, da ima navor dve komponenti. Prvo imenujemo 
sinhronski navor, ki je odvisen od fluksa trajnega magneta ter prečnega statorskega 
toka. Druga komponenta pa je odvisna od obeh vejnih tokov in obstaja le, če se pojavi 
razlika med reluktancama (induktivnostma) v d in q osi – imenujemo jo reluktančni 
navor. Rezultanta navora je seštevek obeh komponent, kar v stacionarnem prikazuje 
navorna karakteristika IPM motorja na sliki 3.6. Pri regulaciji moramo za optimalno 
delovanje upoštevati tudi pravilno razmerje Ld/Lq, saj je od tega odvisen predznak 
reluktančnega navora. 
 
Slika 3.6:  Navorna karakteristika IPM motorja v stacionarnem stanju [12] 
3.3.6  Nazivni podatki uporabljenega motorja  
V magistrskem delu bomo uporabili IPM motor z nazivnimi podatki: 
• P = 25 kW  Nazivna moč motorja 
• Imax = 778 A  Maksimalni fazni tok 
• UDC = 48 V  Napetost baterije (DC link) 
• pp = 4   Število polovih parov 
• J = 0.003 kg m2          Vztrajnostni moment 
• b = 0.001  Koeficient trenja 
ter parametre v delovni točki UDC = 48 V, Id = 0 A, Iq = 372 A: 
• Rs = 17 mΩ   Statorska upornost 
• Ld = 0.0154 mH  Statorska induktivnost v q osi                      
• Lq = 0.033 mH Statorska induktivnost v d osi                     
• 𝜓𝑇𝑀 = 11.1 mVS Magnetni pretok trajnega magneta rotorja 
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3.4  Strategija regulacije IPM 
Za krmiljenje motorja bo pri magistrskem delu uporabljena tehnika vektorskega 
vodenja v orientaciji rotorskega polja v kombinaciji z močnostnim pretvornikom. 
3.4.1  Vektorska regulacija v KS rotorskega polja 
Regulator s pomočjo orientacije polja ali krajše FOC (»Field oriented control«) 
regulator vektorsko regulira delovanje motorja s pomočjo informacije o poziciji 
rotorja. Pri izmeničnih strojih imata rotor in stator različna koordinatna sistema, saj sta 
njuni navitji zaradi vrtenja rotorja v vsakem trenutku v drugačnem odnosu, kar pomeni, 
da bi bila regulacija v njunih naravnih koordinatnih sistemih zapletena. Zaradi tega se 
poslužujemo FOC regulacije, pri kateri vse količine pretvorimo v koordinatni sistem 
polja (KSP), kar nam omogoča, da lahko motor krmilimo direktno s pomočjo želenega 
navora in magnetilnega polja. Zelo pomemben podatek pri FOC regulaciji zato 
predstavlja natančna meritev kota magnetnega polja, saj je od njega odvisna pravilnost 
transformacije v koordinatni sistem rotorja. Ker je KSP poravnan z magnetnim poljem 
rotorja, je komponenta magnetenja poravnana vzdolž d osi, komponenta navora pa 
vzdolž q osi. Tako lahko v območju konstantnega navora s stališča čim višjega 
izkoristka vsiljujemo le prečno komponento toka. Vzdolžno komponento pa 
uporabljamo za manjšanje magnetnega polja trajnega magneta, tako da v motor 
vsiljujemo magnetno polje nasprotnega predznaka. Shemo FOC regulatorja prikazuje 
slika 3.7 [14]. 
FOC regulacijo večinoma izvaja računalnik ali mikrokrmilnik na 
nizkonapetostnem (logičnem) nivoju, zato le ta ni del močnostne enote pogona, je pa 
potreben za preverjanje delovanja modela. Iz njegovega modela zato ne bomo 
generirali strojne kode, temveč bo regulacijo izvajal Simulink ter signale pošiljal na 
FPGA. Več podrobnosti regulacije bomo predstavili pri simulaciji FOC regulatorja.  
 
Slika 3.7:  Shematski prikaz FOC regulatorja [15] 
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3.4.2  Močnostni pretvornik 
Povezavo med močnostnim in logičnim sistemom predstavlja močnostni 
pretvornik. Ta pretvarja vhodne krmilne signale v pulzno širinske napetosti s pomočjo 
baterijske napetosti UDC. Sestavljen je iz dveh delov: 
• Generacija pulzno-širinskih krmilnih signalov 
AC motorji potrebujejo za vodenje tako spremembo frekvence, kot vhodne 
napetosti. Zato je potreben frekvenčni pretvornik, s katerim lahko spreminjamo vrtilno 
hitrost  motorja. Tak princip vodenja lahko izvedemo s pomočjo signalov pulzno-
širinske modulacije (ang. »Pulse Width Modulation«, v nadaljevanju PWM). PWM 
signale generiramo tako, da signal želene napetosti (referenčni signal) primerjamo z 
žagastim signalom visoke frekvence. Ko je referenčni signal večji od žagastega se na 
izhodu pojavi logična ena (visok napetostni nivo), v obratnem primeru pa imamo na 
izhodu logično 0 (nizek napetostni nivo). Tako dobimo prevajalno razmerje PWM 
signala, ki predstavlja vrednost referenčnega signala. Način generiranja PWM 
kontrolnega signala iz naraščajoče referenčne napetosti prikazuje slika 3.8.  
 
Slika 3.8:  Primer enostavnega generiranja krmilnih PWM signalov [16] 
V našem primeru bo referenčni signal želena trifazna napetost iz FOC krmilnika. 
Slika 3.9 prikazuje primer generacije krmilnega PWM signala iz referenčnega 
trifaznega sinusnega signala. 
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Slika 3.9:  Primer generiranja krmilnih PWM signalov iz trifaznega sinusnega signala [17] 
• Napetostni pretvornik 
Za pretvorbo krmilnih PWM signalov iz FOC krmilnika v močnostne signale, ki 
jih potrebuje električni motor za svoje delovanje, skrbi napetostni pretvornik. Ta je 
sestavljen iz šestih IGBT (ang “Insulated Gate Bipolar Transistor”) tranzistorjev, ki 
predstavljajo pulzno-širinsko moduliran pretvornik, ter baterije z napetostjo UDC, kot 
je to prikazano na sliki 3.10.  
 
Slika 3.10:  Shema napetostnega pretvornika s priključenim motorjem [18] 
Za delovanje 3 faznega pretvornika potrebujemo 6 krmilnih PWM signalov. s 
katerimi krmilimo tranzistorje. Le-ti nato s pomočjo baterijske napetosti UDC v motor 
pošiljajo močnostne pulze, glede na kombinacijo krmilnih signalov. Pri tem moramo 
omeniti, da dva tranzistorja v eni veji ne smeta prevajati istočasno, saj bi to pomenilo 
kratek stik ter uničenje pretvornika. Tako imamo na voljo 8 različnih napetosti, ki jih 
dobimo z vklapljanjem različnih kombinacij tranzistorjev. Te kombinacije lahko v 
vektorski modulaciji predstavimo z vektorji, katerih smeri so predstavljene z 
šesterokotnikom na sliki 3.11. 
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Slika 3.11:  Heksagon napetostih vektorjev pretvornika [19] 
Vektorja U0 in U7 sta enaka 0, zaradi česar jim rečemo ničelna vektorja. 
Naslednji vektorji pa se zaporedoma pomikajo v nasprotni smeri urinega kazalca. 
Tabela 3.1 prikazuje možne kombinacije preklapljanja tranzistorjev in izhodne 
napetosti pretvornika. 
Tabela 3.1:  Tabela možnih kombinacij preklapljanja tranzistorjev 
T1 T2 T3 T4 T5 T6 Uab Ubc Uac Vektor 
0 1 0 1 0 1 0 0 0 U0 
1 0 0 1 0 1 +UDC 0 -UDC U1 
1 0 1 0 0 1 0 +UDC -UDC U2 
0 1 1 0 0 1 -UDC +UDC 0 U3 
0 1 1 0 1 0 -UDC 0 +UDC U4 
0 1 0 1 1 0 0 -UDC +UDC U5 
1 0 0 1 1 0 +UDC -UDC 0 U6 
1 0 1 0 1 0 0 0 0 U7 
3.5  Resolver 
Resolver je v principu rotacijski transformator, ki se uporablja za merjenje 
hitrosti vrtenja ter kota rotacije servo motorjev (rotorja). Sestavljen je iz treh navitji v 
statorju in enega navitja v rotorju, ki je pritrjen na os motorja. Eno od statorskih navitij 
je nad rotorjem in se uporablja za vzbujanje rotorskega navitja z elektromagnetno 
indukcijo (izognemo se uporabi ščetk), imenujemo ga tudi vzbujalno navitje. Drugi 
dve navitji sta med seboj pravokotni, v njiju se inducira napetost, ki jo povzroča vrteči 
se rotor. Ker sta navitji med seboj zamaknjeni, lahko z meritvijo teh dveh napetosti 
definiramo položaj v celotnem obratu, kar resolver uvršča med absolutne dajalnike 
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pozicije. Slika 3.12 prikazuje shematsko zgradbo resolverja, poteke induciranih 
napetosti ter napetost vzbujalne tuljave. 
 
Slika 3.12:  Shematska zgradba resolverja ter poteki vhodnih in izhodnih veličin [20] 
Sedaj lahko izpeljemo osnovne enačbe resolverja za definiranje njegovega 
matematičnega modela. Pri izpeljavi bomo izpustili odnos med vzbujalnim in 
rotorskim navitjem in upoštevali, kot da je na rotorsko navitje priklopljen napetostni 
vir z enačbo: 
 𝑉𝑅 = 𝐸0 sin(𝜔𝑡)  (3.25) 
V enačbi (3.25) je amplituda napetosti označena z E0, krožna frekvenca z  𝜔, čas 
pa z oznako t.  Ko je rotor napajan s tako napetostjo, se v statorskih navitjih inducira 
sinusna napetost z enako frekvenco, kot na rotorskem navitju. Amplituda te napetosti 
pa je odvisna od pozicije rotorja relativno na stator. Ker sta statorski navitji mehansko 
zamaknjeni za 90°, sta tudi njuna signala zamaknjena za 90°. Sedaj ko poznamo 
relacije med vhodnimi in izhodnimi signali, lahko zapišemo enačbe izhodnih signalov, 
pri čemer je 𝜑 električni kot rotorja. 
 𝑉𝑠 = 𝐸0 sin(𝜔𝑡) ∗ sin𝜑    (3.26) 
 𝑉𝑐 = 𝐸0 sin(𝜔𝑡) ∗ sin (𝜑 +
𝜋
2
) = 𝐸0 sin(𝜔𝑡) ∗ cos𝜑   (3.27) 
Za izračun pozicije (kota rotorja) so v osnovi potrebne tri stvari. Resolver 
(vzbujalno navitje) je najprej treba napajati z izmenično napetostjo visoke frekvence 
(10 - 20 kHz). Sledi zajem izhodnih signalov resolverja. Za zajem signalov obstaja 
veliko rešitev, največkrat se v te namene uporabi osciloskop, vhodno-izhodne naprave 
v obliki merilnih kartic ali mikrokrmilnik. Zadnji korak pa je obdelava zajetih 
signalov, ki je odvisna od naprave za zajem, večinoma pa računski del prevzame 
računalnik ali mikrokrmilnik. Pozicijo se izračuna iz razmerja izmerjenih induciranih 
napetosti obeh navitij po spodnji enačbi (3.28) 
 𝜑 = arctan
𝑉𝑠
𝑉𝑐
 (rad)  (3.28) 
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4  Simulacijski model 
S pomočjo teorije iz prejšnjega poglavja lahko na podlagi matematičnih modelov 
izdelamo simulacijski model celotnega sistema.  
4.1  Matlab/Simulink 
Za izdelavo simulacije smo se odločili za programsko okolje Matlab/Simulink 
2019b podjetja MathWorks.inc. Matlab je  programski paket za numerično analizo in 
je primeren za operacije z matrikami, risanje funkcij, implementacijo algoritmov, 
analizo slik, digitalno obdelavo signalov itd. Simulink pa je Matlabov grafični 
vmesnik za modeliranje, analizo in razvoj vodenja dinamičnih sistemov, sposoben je 
tudi generacije kode iz modela v druge formate (C, C++, VHDL, …), zato je odlična 
izbira za načrtovanje HIL sistemov [21]. 
4.2  Simulacijski model električnega pogona 
Simulacijski model mora vsebovati vse modele komponent, ki sestavljajo realni 
sistem naprav, to so: 
• model nelinearnega IPM motorja s transformacijami, 
• model napetostnega pretvornika, 
• model baterije, 
• model resolverja. 
Za preverjanje delovanja modela močnostne enote moramo sestaviti tudi FOC 
regulator, tega ne bo potrebno optimizirati za delovanje na FPGA logiki, saj ga bo v 
končnem preizkusu poganjal računalnik v programu Simulinku. V nadaljnjem delu 
(HIL testiranje) bo ta model zamenjala realna krmilna plošča za reguliranje motorja, 
kar nam bo omogočalo, da preverimo njeno delovanje. Celoten model močnostne 
enote v Simulinku prikazuje slika 4.1. 
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Slika 4.1:  Implementacija modela močnostne enote v Simulinku 
4.2.1  Simulacijski model IPM 
Kot je bilo predstavljeno v prejšnjem poglavju, bomo za model motorja izbrali 
napetostni model v koordinatnem sistemu polja, kar nam znatno olajša izračune tokov, 
navora in vrtilne hitrosti motorja. Če želimo računati v KSP, moramo vse vhodne 
količine pretvoriti v dvoosni sistem, obratno pa moramo pretvoriti vse izhodne signale 
nazaj v trifazni sistem. Tako sta vhoda v dvoosni model motorja prečna q napetost, ki 
je odgovorna za navor ter vzdolžna d napetost, ki skrbi za slabljenje polja pri 
nadnazivnih vrtilnih hitrostih. Sam model IPM je lahko implementiran z linearnimi ali 
nelinearnimi parametri, razdeljen pa je na mehanski in električni del. Najprej bomo 
predstavili zgradbo linearnega modela, nato pa bomo le-temu vključili parametre 
nelinearnosti. 
4.2.2  Linearni simulacijski model IPM motorja v KSP 
Linearni model motorja je zgrajen iz štirih glavnih enačb, in sicer:  
• napetostna enačba v d osi, 
• napetostna enačba v q osi, 
• navorna enačba, 
• enačba o ohranitvi energije (vrtilne količine). 
Slika 4.2 prikazuje izvedbo elektromehanskega dela simulacijskega modela 
motorja. 
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Slika 4.2:  Implementacija linearnega dvoosnega IPM modela v Simulinku 
• Definicija nazivnih podatkov motorja 
Preden začnemo z opisom izdelave, moramo za lažjo implementacijo modela v 
Simulinku definirati nazivne podatke motorja iz poglavja (4.3.8). Za definiranje 
parametrov bomo uporabili Matlabovo beležnico (ang. “Script”), v katero bomo 
vpisali naslednje konstante: 
 
%Podatki linearnega modela 
P   = 25000;  %Nazivna moč motorja 
I_max  = 778;  %Maksimalni fazni tok 
Udc   = 48;   %Napetost DC linka 
p_p   = 4;   %Število polovih parov 
J   = 0.003;  %Vztrajnostni moment 
B  = 0.001;  %Koeficient trenja 
 
R_s  = 3.3e-3;         %Statorska upornost 
L_d_lin  = 0.011e-3;       %Statorska induktivnost v q osi                      
L_q_lin  = 0.025e-3;       %Statorska induktivnost v d osi                    
Psi_R_lin = 12.1e-3;        %Fluks trajnih magnetov rotorja 
 
Ko poženemo ta zapis, se nam v delovnem okolju Matlaba (ang. “workspace”) 
pojavijo definirane konstante. Le-te lahko sedaj uporabimo v Simulinkovem modelu z 
uporabo njihovega imena, kar nam omogoča, da lahko hitro spreminjamo vrednost 
konstant v Matlabu za celoten model, sicer bi morali v Simulinku popravljati vsak 
parameter posebej.  
• Električni enačbi motorja 
Linearni električni enačbi motorja smo že predstavili z enačbama (3.13) in 
(3.14). Tokrat ju bomo zapisali tako, da iz njiju izrazimo tok, ki je v našem modelu 
neznanka glede na to, da imamo napetost kot vhod.  




∫𝑣𝑞 − 𝑅𝑖𝑞 − 𝜔𝑟𝐿𝑑𝑖𝑑 − 𝜔𝑟𝜓𝑇𝑀   (4.1) 
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∫𝑣𝑑 − 𝑅𝑖𝑑 − 𝜔𝑟𝐿𝑞𝑖𝑞   (4.2) 
Zgornji enačbi lahko sedaj vstavimo v Simulinkov model v podsistem 
»Napetostni enačbi«. Implementacijo enačb prikazuje slika 4.3  
 
Slika 4.3:  Implementacija linearnih električnih enačb v Simulinku 
• Navorna enačba motorja 




𝑝𝑝 ((𝐿𝑑 − 𝐿𝑞)𝑖𝑑𝑖𝑞 + 𝜓𝑇𝑀𝑖𝑞)  (4.3) 
Model navorne enačbe v Simulinku prikazuje slika 4.4, ta se nahaja v podsistemu 
“navorna enačba” iz slike 4.2. 
 
Slika 4.4:  Implementacija navorne enačbe v Simulinku 
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• Enačba o ohranitvi vrtilne količine 
Enačba o ohranitvi vrtilne količine je definirana z energijskim zakonom, ki pravi, 
da je seštevek vseh doprinosov energije (navorov) v vsakem trenutku enak 0. V 
motorju ustvarjamo pozitivno energijo z električnim navorom, na gredi pa negativno 
energijo mehanskih obremenitev, ki so posledica vztrajnostnega momenta, trenja ter 
bremenskega navora. Dinamično stanje opisuje enačba (4.4) 
 𝑀𝑒𝑙 = 𝑀𝑙 + 𝐽
𝑑𝜔𝑟
𝑑𝑡
+ 𝜔𝑟𝑏  (4.4) 
Iz zgornje enačbe je razvidno, da je navor, ki je posledica vztrajnostnega 
momenta J, odvisen od rotacijskega pospeška na gredi, kar pomeni, da nasprotuje 
spremembam hitrosti vrtenja gredi. Navor trenja pa je linearno odvisen od kotne 
hitrosti ter koeficienta trenja b. Bremenski navor Ml je posledica bremena, ki ga gred 
vrti. 
Iz enačbe (4.4) lahko sedaj izračunamo hitrost vrtenja rotorja; 
 𝜔𝑟 = ∫
(𝑀𝑒𝑙−𝑀𝑙) 
𝐽
− 𝜔𝑟𝑏 𝑑𝑡  (4.5) 
Enačbo (4.5) smo realizirali v podsistemu »Energijski zakon«, prikazana je na 
sliki 4.5 
 
Slika 4.5:  Implementacija dinamične enačbe v Simulinku 
Bremenski navor je v realnosti večinoma spremenljiv, zato smo za nastavljanje 
vrednosti le-tega uporabili ročni drsnik, ki se nahaja izven modela močnostne enote, s 
katerim lahko med simulacijo hitro spreminjamo vrednost od -60 Nm s katero gred 
pospešujemo, do 60Nm s katero gred ustavljamo. Drsnik prikazuje slika 4.6. 
 
Slika 4.6:  Drsnik za nastavljanje bremenskega navora 
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• Dodatni enačbi motorja 
Poleg zgornjih enačb potrebujemo še enačbo za pretvorbo kotne hitrosti v 
električni kot rotorja 𝜌𝑟𝑒𝑙, ki ga pridobimo z integriranjem kotne hitrosti, kar prikazuje 
enačba (4.6), pri kateri je 𝜔𝑟𝑒𝑙  električna kotna hitrost, pp  število polovih parov, 𝜔𝑟𝑚𝑒ℎ  
pa mehanska kotna hitrost.   
 𝜌𝑟𝑒𝑙 = ∫𝜔𝑟𝑒𝑙 𝑑𝑡 = 𝑝𝑝 ∫𝜔𝑟𝑚𝑒ℎ 𝑑𝑡  (4.6) 
 Enota mehanske kotne hitrosti so radiani na sekundo (rad/s), kar ni standardna 
enota za merjenje vrtilne hitrosti pri električnih motorjih, zato bomo zaradi lažjega 
spremljanja le-to pretvorili v vrtilno hitrost (min-1). Enoto kotne hitrosti pretvorimo 





4.2.3  Nelinearni simulacijski model IPM motorja v KSP 
Enačbe za nelinearni model motorja smo izpeljali že v prejšnjem poglavju. 
Preden pa model sestavimo, je potrebno podatke, ki smo jih pridobili pri FEM analizi 
obdelati tako, da iz njih izračunamo parametre matrik Ls in Li. 
 
• Obdelava podatkov FEM analize 
Pri FEM analizi motorja s pomočjo metode končnih elementov računamo 
magnetni pretok v vzdolžni in prečni osi, ob različnih statorskih tokovih. Tako lahko 
sestavimo dvodimenzionalne tabele s tokom d na eni osi, ter tokom q na drugi osi.  
V našem primeru motorja so tabele pretokov v velikosti 41x41. Pridobili smo jih 
tako, da smo v FEM model motorja vsiljevali vektorja tokov, ki imata vrednosti od -
1860 A (za faktor 2,4 višji tok od maksimalnega trajnega toka), do 1860 A v razmaku 
93 A. Pri teh vrednostih smo merili vrednosti magnetna pretoka v obeh oseh. Poleg 
tabel magnetnega pretoka lahko pri FEM analizi izmerimo tudi navorno tabelo, ta nam 
poda natančnejši potek navora, saj navorna enačba ne upošteva kotne odvisnosti 
navora. Iz podatkov o magnetnih pretokih moramo sedaj izračunati pripadajoče 
induktivnosti, ki jih bomo lahko vstavili v model.  
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Nelinearne podatke električnega motorja smo iz FEM analize prejeli v datoteki 
»FEM_analiza_MAHLE.mat«. V datoteki se nahajajo 3 tabele, ter dva vektorja tokov 
s pripadajočimi imeni: 
• »Psid«: Tabela pretoka v vzdolžni smeri 𝜓𝑑, 
• »Psiq«: Tabela pretoka v prečni smeri 𝜓𝑞, 
• »Te«: Tabela navora, 
• »Id«: Vektor toka id (od -1860 A do 1860 A), 
• »Iq«: Vektor toka id (od -1860 A do 1860 A). 
3D grafikoni pridobljenih tabel magnetnih pretokov ter navorne tabele v 
odvisnosti od vejnih tokov so prikazane na sliki 4.7. 
 
Slika 4.7:  3D izris tabel iz metode končnih elementov v odvisnosti od vejnih tokov 
Sedaj moramo definirati elemente matrik Li ter Ls iz enačb (3.22) in (3.19) tako, 




  𝐿𝑞𝑞 =
𝜓𝑞
𝑖𝑞
  𝐿𝑑𝑞 =
𝜓𝑑−𝜓𝑇𝑀
𝑖𝑞
  𝐿𝑞𝑞 =
𝜓𝑑
𝑖𝑞




   𝑙𝑑𝑞 =
∂𝜓𝑑
∂𝑖𝑞
   𝑙𝑞𝑑 =
∂𝜓𝑞
∂𝑖𝑑
   𝑙𝑞𝑞 =
∂𝜓𝑞
∂𝑖𝑞
   (4.8) 
Pri izračunu  parametrov matrike Ls naletimo na težavo, ki jo bomo pojasnili na 
primeru prvega elementa v matriki Ldd: 
 𝐿𝑑𝑑(𝑖𝑑, 𝑖𝑞) =
𝜓𝑑(𝑖𝑑,𝑖𝑞)−𝜓𝑇𝑀(𝑖𝑑,𝑖𝑞)
𝑖𝑑
  (4.9) 
Za izračun tega parametra potrebujemo tabelo za 𝜓𝑑(𝑖𝑑, 𝑖𝑞) ter 𝜓𝑇𝑀(𝑖𝑑, 𝑖𝑞). Za 
slednjega podatkov direktno iz FEM analize nimamo. Problem bi lahko rešili tako, da 
bi postavili magnetni pretok trajnih magnetov na fiksno vrednost neodvisno od tokov, 
vendar bi to pri toku id = 0 A rezultiralo v singularnost. Rešitev takega problema je, da 
potek magnetnega pretoka trajnih magnetov enačimo z potekom magnetnega pretoka 
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v d smeri, ki je odvisen le od toka iq. Izraz za potek magnetnega pretoka trajnih 
magnetov prikazuje enačba (4.10), njegov potek pa slika 4.8. 
 𝜓𝑇𝑀 = 𝜓𝑑(0, 𝑖𝑞)  (4.10) 
 
Slika 4.8:  Izris magnetnega pretoka trajnega magneta v odvisnosti od vejnih tokov 
Pri takem poteku 𝜓𝑇𝑀 je ob toku id = 0 A števec parametra Ldd enak 0, tako se 
izognemo singularnosti in lahko izračunamo parameter Ldd ob vseh kombinacijah 
tokov. Ker je sedaj fluks trajnega magneta odvisen le od toka iq, pa imamo enake težave 
z izračunom pri naslednjem parametru matrike Ldq. Za rešitev tega problema bomo 
matriko poenostavili tako, da bomo zanemarili efekt medsebojne nasičenosti (ang. 
»cross saturation effect«), ki pri našem primeru zaradi toka iq v fluksu 𝜓𝑑 rezultira v 
zmanjšanje 𝜓𝑑. Efekt medsebojne nasičenosti ima zelo majhen vpliv pri zmanjšanju 
fluksa, zato je poenostavitev matrike smiselna. Poenostavljeno matriko prikazuje izraz 
(4.11). 
 𝑳𝒔 = [
𝐿𝑑𝑑(𝑖𝑠) 0
0 𝐿𝑞𝑞𝑖𝑠
]  (4.11) 
Induktivnosti iz tabel magnetnih pretokov izračunamo v Matlabu, tako da enačbe 
za izračun vnesemo v Matlabov »script«. Poglejmo si najprej izračun inkrementalnih 
induktivnosti in inverza matrike Li: 
 
% V Matlab naložimo tabele magnetnih pretokov za motor  
load("Podatki_motorja_MAHLE") 
 
% Definicija razlike med točkami tokov 
spacing = Id(2) - Id(1); 
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% Izračun inkrementalnih induktivnosti 
% Inkrementalne induktivnosi so parcialni odvodi fluksa po toku: 
[Ldq, Ldd] = gradient(PSId, spacing); 
[Lqq, Lqd] = gradient(PSIq, spacing); 
 
Ker je matrika Li v modelu inverzna in je izračun inverza velike matrike zahteven 
proces v simulaciji, bomo inverz matrike izvedli pri inicializaciji podatkov v Matlabu, 
ter v simulacijo vključili že izračunane parametre inverza. 
 
%Za vsako točko v tabeli ustvarimo matriko M 
for l=1:41 
    for m=1:41  
             M=[Ldd(l,m) Ldq(l,m); 
                Lqd(l,m) Lqq(l,m)]; 
 
%Iz matrike M naredimo inverz matrike 
             inverz=inv(M); 
 
%Definiramo vsak element iz matrike »inverz« 
             Ldd_inv(l,m)=inverz(1,1); 
             Ldq_inv(l,m)=inverz(1,2); 
             Lqd_inv(l,m)=inverz(2,1); 
             Lqq_inv(l,m)=inverz(2,2); 
    end 
end 
Sedaj lahko definiramo še matriko Ls. Problem pri izračunu splošnih 
induktivnosti predstavlja deljenje fluksa s tokom, ki ima eno vrednost v vektorju enako 
0, tako v tabeli induktivnosti dobimo kvocient 0/0, ki je v Matlabu označen z »NaN« 
(»Not A Number«). Problem rešimo tako, da najprej ustvarimo tabelo vključno z 
“NaN” vrednostmi, nato te vrednosti izbrišemo iz tabele in ponovno izvedemo 
interpolacijo, ki poveže obstoječe podatke. Tako dobimo približek vrednosti 
induktivnosti, ko je tok enak 0. Koda za definicijo elementov matrike Ls: 
 
% Pri izračunu moramo upoštevati, da je PSImag enak PSId(0,Iq) 
% Definiramo PSImag 
%21. vrstica v tabeli PSId predstavlja tok id=0 A 
PSImag_array = PSId(21,:)    
 
%z ukazom “repelem” ponovimo vrstico 41 krat, da dobimo matriko 41x41 
PSImag = repelem(PSImag_array,41,1)   
 
% Ko sta id pri Ld in iq pri Lq enaka 0, se pojavi deljenje z 0, kar 
rezultira z oznako NaN 
L_d =(PSId - PSImag)./transpose(Id); 
L_q = PSIq./Iq; 
  
% NaN vrednosti odstranimo iz matrik,  
L_d([21],:) = []; 
L_q(:,[21]) = []; 
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% Zaradi kompatitbilnih velikosti matrik in vektorjev odstranimo tudi 
vrednost toka 0 
Iqq = Iq; 
Idd = Id; 
Iqq(21) = []; 
Idd(21) = []; 
  




Za lažji pregled nad kodo v Matlabu izračunane induktivnosti shranimo v 
delovno okolje imenovano “Nelinearni_parametri_motorja.mat”. To nam omogoča, da 
so induktivnosti shranjene izven Matlaba in jih ni potrebno vsakokrat računati. Preden 
delovno okolje shranimo, iz njega odstranimo nepotrebne tabele, ki smo jih generirali 
(“L_d”, “L_q”, “spacing” ...). Delovno okolje, ki ga prikazuje slika 4.9 shranimo z 
ukazom: 
 
clear spacing Iqq Idd L_d L_q M m l inverz 
save ("Nelinearni_podatki_motorja") 
 
Slika 4.9:  Delovno okolje "Nelinearni_podatki_motorja.mat" 
Slika 4.10 prikazuje grafični prikaz pridobljenih tabel induktivnosti iz FEM 
analize v odvisnosti od vektorjev tokov.  
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Slika 4.10:  Grafični prikaz izračunanih tabel induktivnosti iz metode končnih elementov 
Sedaj imamo v Matlabu vse pripravljeno za implementacijo nelinearnih 
parametrov v Simulinkov model. Za definiranje izračunanih spremenljivih 
induktivnosti v odvisnosti od tokov bomo uporabili blok “Lookup table”, ki ima za 
vhod tokova id in iq, za izhod pa vrednost iz tabele, ki jo ta tokova določata. Ti bloki 
med simulacijo ponovno izvedejo interpolacijo podatkov in tako pridobijo zvezno 
krivuljo, pri kateri so podatki znani za vse vrednosti vhodov. Tako poznamo natančno 
vrednost izhoda tudi, kadar sta tokova med točkami tabele. Za implementacijo vseh 
parametrov iz FEM analize potrebujemo 8 takšnih blokov: vsak za svojo induktivnost 
v matrikah Ls in Li, za tabelo magnetnega pretoka trajnih magnetov, ter navorno tabelo. 
Vse parametre FEM analize, ki so uporabljeni v simulaciji, smo postavili v podsistem 
“FEM_parametri”. Slika 4.11 prikazuje implementacijo inverza matrike Li v 
Simulinku, ter nastavitve bloka “Lookup table” za tabelo inverza induktivnosti Ldd. 
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Slika 4.11:  Implementacija matrike Li ter nastavitve interpolacijske metode za inverzen element 
induktivnosti Ldd 
• Simulacijski model nelinearnega IPM motorja 
Osnova nelinearnega modela motorja je v principu enaka kot pri linearnem, saj 
je tudi tokrat model razdeljen na štiri enačbe. Tako se navzven nelinearni model v 
Simulinku ne razlikuje od linearnega (z razliko dodanega modela parametrov FEM 
analize). Največje spremembe so pri električnem delu modela motorja ter navorni 
enačbi, ostali elementi in bloki so enaki kot pri linearnem modelu. Shemo celotnega 
dvoosnega modela motorja prikazuje slika 4.12. 
 
Slika 4.12:  Model dvoosnega nelinearnega modela IPM motorja v Simulinku 
Najprej si poglejmo sestavo električnih enačb. Ker v napetostni enačbi iz 
napetosti iščemo tok, ga izrazimo iz enačbe (3.20) : 
 
 𝒊𝒔 = ∫
𝒗𝒔−𝒊𝒔𝑅𝑠−𝑱𝜔(𝑳𝒔𝒊𝒔+𝝍𝑻𝑴)
𝑳𝒊
𝑑𝑡  (4.12) 
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Zaradi enostavnejšega izvajanja simulacije bomo enačbo (4.12) razstavili na 
prečno in vzdolžno komponento z upoštevanjem naslednjih definicij: 
• vektor statorskega toka:  𝒊𝒔 = [𝑖𝑑 𝑖𝑞 ]
𝑇, 
• vektor statorske napetosti: 𝒗𝒔 = [𝑣𝑑 𝑣𝑞 ]
𝑇 , 
• vektor trajnega magnetnega pretoka: 𝝍𝑻𝑴 = [𝜓𝑇𝑀 0 ]
𝑇, 












Pri tem je potrebno poudariti, da je matrika Li v enačbi v obliki inverza in bi 
enačbo lahko zapisali tudi kot: 
 𝒊𝒔 = ∫(𝒗𝒔 − 𝒊𝒔𝑅𝑠 − 𝑱𝜔(𝑳𝒔𝒊𝒔 + 𝝍𝑻𝑴))𝑳𝒊
−1𝑑𝑡, (4.13) 



























]  (4.14) 
Elementi inverza označeni z indeksom “inv” so že izračunani parametri inverzne 
matrike, ki smo jih pridobili pri računanju parametrov iz FEM analize, zato nam v 
enačbi ni potrebno upoštevati inverzne formule matrike. Nelinearni enačbi motorja 
lahko sedaj izpeljemo iz vektorske napetostne enačbe 
 
 𝑖𝑑 = ∫(𝑣𝑑 − 𝑖𝑑𝑅𝑠 − 𝜔𝐿𝑞𝑖𝑞) (𝑙𝑑𝑑(𝑖𝑛𝑣) + 𝑙𝑞𝑑(𝑖𝑛𝑣))  (4.15) 
 𝑖𝑞 = ∫(𝑣𝑞 − 𝑖𝑞𝑅𝑠 − 𝜔(𝐿𝑑𝑖𝑑 + 𝜓𝑅))(𝑙𝑞𝑞(𝑖𝑛𝑣) + 𝑙𝑑𝑞(𝑖𝑛𝑣)) 𝑑𝑡  (4.16) 
Enačbi smo enako kot pri linearnem modelu vstavili v podsistem »napetostni 
enačbi«, kar prikazuje slika 4.13. Pri tem se podatki za matriki Li (inverz) in Ls 
računajo izven modela (blok “FEM_parametri”), zato so predstavljeni kot vhodi v 
podsistem. 
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Slika 4.13:  Implementacija nelinearnih napetostnih enačb v Simulinku 
Izhod iz podsistema napetostni enačbi sta tokova, le-ta peljemo nazaj v 
podsistem »FEM_parametri«, kjer sta vhoda v bloke “Lookup table” za generiranje 
parametrov matrik induktivnosti. Generiranje vrednosti induktivnosti je ciklično, saj 
se najprej po napetostnih enačbah izračunata tokova, iz njiju se nato definirajo 
induktivnosti, le-te pa so vhod v nazaj napetostni enačbi, po katerih spet dobimo 
tokova id in iq.  
Tokova iz napetostne enačbe sta vhod tudi v navorno enačbo, ki je enaka kot pri 
linearnem modelu, le da sta induktivnosti Ld in Lq ter magnetni sklep tajnega magneta 
𝝍𝑻𝑴 sedaj vzeti iz spreminjajočih matrik FEM analize. Model navorne enačbe 
prikazuje slika 4.14. Enako kot pri električnih enačbah se nelinearni parametri 
izračunajo izven podsistema, zato so prikazani kot vhodi.  
 
Slika 4.14:  Model nelinearne navorne enačbe v Simulinku 
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Za izračun navora sicer ne bomo uporabljali navorne enačbe (4.3), ampak bomo 
za navor vzeli navorno karakteristiko iz FEM analize, saj je le ta bolj natančno določen. 
Vseeno pa bomo v simulaciji obdržali navorno enačbo za primerjavo med obema 
navoroma ter poznejšo optimizacijo modela. Primerjavo potekov obeh navorov ob 
neobremenjenem pospeševanju motorja od 0 min-1 do 3000 min-1 prikazuje slika 4.15. 
Iz poteka navorov vidimo, da je navor iz FEM analize različen od tistega iz navorne 
enačbe, saj le-ta upošteva več realnih dejavnikov (npr. vpliv utorov), ki jih lahko 
vključimo pri izvajanju metode končnih elementov. Kateri navor je natančnejši, lahko 
trdimo šele po meritvah dejanskega motorja. 
 
Slika 4.15:  Primerjava navora iz metode končnih elementov z navorom iz navorne enačbe 
4.2.4  Transformacije količin 
Simulacijski model motorja v prejšnjem poglavju je zaradi lažje definicije enačb 
narejen v dvoosnem rotorskem koordinatnem sistemu. Če pa želimo, da je model 
motorja ekvivalenten realnemu, mora imeti enake vhodno izhodne količine. Zato na 
vhodu modela potrebujemo trifazno napetost, na izhodu pa trifazni tok. Za realizacijo 
pretvorb signalov moramo zato definirati transformacije, ki pretvarjajo količine med 
trifaznim in dvoosnim sistemom rotorskega polja. Poznamo 4 različne transformacije 
količin: 
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• Clarkina transformacija 
Clarkina transformacija, imenovana tudi alfa-beta transformacija, se uporablja 
za pretvarjanje trifaznega sistema v dvofazni. To transformacijo bomo v modelu 
uporabili za pretvorbo vhodnih trifaznih napetosti pred vhodom v model motorja: Na 
sliki 4.16 je prikazana implementacija Clarkine transformacije v Simulinku, zapis 

























]  (4.17) 
 
Slika 4.16:  Implementacija Clarkine transformacije v Simulinku 
• Inverzna Clarkina transformacija 
Obratna operacija Clarkine transformacije se imenuje inverzna Clarkina 
transformacija. Ta pretvarja količine iz dvofaznih v trifazni sistem. Uporabili jo bomo 
za pretvorbo dvoosnih tokov iz modela motorja v trifazni sistem. Zapis (4.18) 





























]  (4.18) 
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Slika 4.17:  Implementacija inverzne Clarkine transformacije v Simulinku 
• Parkova transformacija 
Pri uporabi Clarkine transformacije smo trifazne količine pretvorili v dvofazni 
sistem, ki je še vedno v statorskem koordinatnem sistemu. Če želimo, da sta poravnani 
z rotorskimi koordinatami moramo ta koordinatni sistem zasukati v koordinate 
rotorskega polja (dq). Za to uporabimo Parkovo transformacijo, ki statorski dvofazni 
sistem zasuka v vrteče se polje rotorja. Za njeno izvedbo je zelo pomembna natančna 
informacija o položaju rotorja (električni kot 𝜌), ki jo dobimo iz modela motorja. To 
transformacijo bomo uporabili na izhodu iz Clarkine transformacije za pretvorbo 
dvofazne napetosti iz statorskega v rotorski koordinatni sistem. Slika 4.18 prikazuje 






cos (𝜌) sin (𝜌)




]  (4.19) 
 
Slika 4.18:  Implementacija Parkove transformacije v Simulinku 
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• Inverzna Parkova transformacija 
Enako kot pri Clarkini poznamo tudi inverzno Parkovo transformacijo, kjer 
pretvarjamo količine iz dvoosnega koordinatnega sistema rotorja v koordinatni sistem 
statorja. Ta transformacija bo uporabljena za transformacijo izhodnih tokov. Na sliki 
4.19 je prikazana implementacija inverzne Parkove transformacije v Simulinku, njeno 






cos (𝜌) −sin (𝜌)




]  (4.20) 
 
Slika 4.19:  Implementacija inverzne Parkove transformacije v Simulinku 
 
4.2.5  Model pretvornika 
Kot smo že povedali v poglavju o realnem sistemu je pretvornik zgrajen iz šestih 
IGBT tranzistorjev, ki prejemajo krmilne signale iz FOC regulatorja ter baterijske 
napetosti, ki zagotavlja moč za krmiljenje motorja. Tokrat smo za realizacijo 
komponent uporabili Simulinkovo knjižnico »Simscape«, ki vsebuje natančne 
fizikalne modele električnih elementov. Od navadnih Simulinkovih blokov se 
razlikujejo po tem, da se med njimi pretakajo dejanske simulirane električne količine 
(napetost, tok …), tako lahko  modele sestavljamo na višjem nivoju kot z osnovnimi 
Simulinkovimi bloki.  
Model je sestavljen iz šestih modelov IGBT tranzistorjev iz Simscape knjižnice, 
katerim lahko nastavljamo realne parametre kot so: upornost v obeh stanjih (»on/off 
state«), napetost pri kateri začne prevajati... Vsak od trantistorjev ima funkcijo 
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močnostnega stikala, ki ga krmilimo s pomočjo PWM krmilnih signalov. Slika 4.20 
prikazuje realizacijo napetostnega pretvornika v Simulinku. 
 
Slika 4.20:  Implementacija modela napetostnega pretvornika s Simscape bloki 
Zgornja realizacija napetostnega pretvornika predstavlja natančen model realne 
naprave, vendar ima zaradi svoje kompleksnosti tudi slabo lastnost. Težava je sicer v 
tem, da lahko tak model uporabimo za simuliranje v Simulinku, težko pa je iz njega 
generirati strojno opisno kodo, ki je ključna pri tej magistrski nalogi. Zato smo bili 
primorani model napetostnega pretvornika poenostaviti, kar bo razloženo v poglavju 
optimizacija modela za generacijo VHDL kode. 
4.2.6  Model baterije 
Enako kot pri napetostnem pretvorniku smo tudi za baterijo izbrali model iz 
Simscape knjižnice, in sicer smo jo sestavili iz dveh enosmernih napetostnih virov, 
upora ter ničlišča, kar nam omogoča, da je napetost baterije v razponu od 24 V do -24 
V, da dobimo tudi negativne napetosti. Model baterije prikazuje slika 4.21. Enako kot 
pri napetostnem pretvorniku je tudi ta model težko pretvoriti v strojno kodo za FPGA, 
zato bomo ta model uporabljali le v Simulinkovi simulaciji. 
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Slika 4.21:  Implementacija modela baterije s Simscape bloki 
4.3  Model FOC regulatorja 
Model regulatorja lahko sestavimo po shemi na sliki 3.7, sestavljen pa bo iz več 
delov in sicer: 
• transformacije količin, 
• model logike za pridobivanje kota in hitrosti iz resolverskega signala, 
• hitrostna regulacijska zanka, 
• tokovna regulacijska zanka, 
• generacija PWM kontrolnih signalov. 
Shemo celotnega FOC regulatorja prikazuje slika 4.22. 
 
Slika 4.22:  Model FOC regulatorja v Simulinku 
4.3.1  Transformacije količin 
Enako kot smo to naredili pri modelu motorja moramo tudi pri FOC regulatorju 
trifazne statorske količine pretvoriti v dvoosni koordinatni sistem rotorja. Za pretvorbo 
vhodnih trifaznih tokov bomo uporabili Parkovo in Clarkino transformacijo, za 
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pretvorbo izhodne dvoosne napetosti nazaj v trifazno pa inverzni verziji teh 
transformacij. Transformacije količin smo že predstavili pri modelu motorja. 
4.3.2  Model logike za pridobivanje kota iz resolverskega signala 
Za pravilno orientacijo koordinatnega sistema v koordinate magnetnega polja 
trajnih magnetov potrebujemo natančno informacijo o kotu rotorja. Ker iz (realnega) 
motorja nimamo specifičnega izhoda za kot, moramo le tega izračunati iz resolverskih 
signalov. Tako za izračun kota potrebujemo logiko, ki pretvori resolverski signal v kot 
rotorja. Logika deluje tako, da najprej signal »demodulira«, kar pomeni, da resolverska 
signala pretvorimo v sinusna, ki sta zamaknjena za 90°. Ta dva signala nato 
pomnožimo z vzbujalnim signalom resolverja ter ju odštejemo. Razliko nato peljemo 
v PI regulator, ki nam ob pravih nastavitvah na izhodu poda vrtilno hitrost motorja. Na 
koncu hitrost integriramo, da dobimo kot. Kot rotorja bi lahko dobili tudi po enačbi 
(3.28), vendar je rezultat te enačbe v mejah od –𝜋/2 do  𝜋/2, kar pa nam ne ustreza 
za nadaljnje izračune. Model logike prikazuje slika 4.23. 
 
Slika 4.23:  Model logike za pridobivanje kota rotorja iz resolverskega signala 
Problem pri takšnem računanju kota iz resolverja je, da regulator ni idealen in 
vedno ustvari pogrešek na izhodu, naj bo to statični ali dinamični. Ker FOC regulator 
za pravilno regulacijo potrebuje točno izmerjeno kotno hitrost motorja v vsakem 
trenutku, se zaradi dinamičnega pogreška na izhodu iz hitrostnega regulatorja pojavi 
nihanje želenega navora, ki se skozi tokovno regulacijo še bolj ojači. Posledica tega je 
veliko nihanje navora v ustaljenem stanju. Ker iz resolverskih signalov tako ne 
moremo zagotoviti pravilnega določanja kotne hitrosti, bomo v modelu uporabili le 
izračun kota, saj je ta bolj natančen zaradi dodatnega integriranja kotne hitrosti, ki 
izniči pogrešek. Hitrost bomo tako v FOC regulator pripeljali direktno iz modela 
motorja.  
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4.3.3  Hitrostna regulacijska zanka 
Hitrostna regulacijska zanka sicer za regulacijo FOC ni nujno potrebna (lahko 
uporabimo le regulacijo z želenim navorom), je pa velikokrat zahteva v praksi, zato jo 
bomo tudi implementirali. Zanko sestavljata dva vhoda in sicer dejanska vrtilna hitrost 
motorja, ki smo jo pretvorili iz kotne hitrosti modela motorja ter referenčna hitrost, ki 
jo določimo sami. Za referenčno vrtilno hitrost smo enako kot pri bremenskem navoru 
uporabili drsnik, s katerim jo lahko enostavno spreminjamo med simulacijo. Obe 
vrtilni hitrosti smo pred vhodom v regulator pretvorili v kotni hitrosti. Ti dve kotni 
hitrosti nato odštejemo, ter razliko peljemo v PI regulator s parametri, ki so bili 
definirani iz linearnih parametrov motorja v delovni točki. Parametra 
proporcionalnega in integralskega člena regulatorja določimo v Matlab beležnici z 
ukazom: 
 
%Parametri PI regulatorja hitrostne regulacije 
alpha_s = 2*pi*50; 
k_ps = alpha_s*J/(3/2*Psi_R_lin*p_p^2)*25; 
k_is = alpha_s^2*J/(3/2*Psi_R_lin*p_p^2)*2; 
 
I_max = 778;  
I_min = -I_max;  
 
Na izhodu iz regulatorja dobimo želeni navor, ki je potreben da se motor zavrti 
na želeno vrtilno hitrost. Ta sicer ni izražen z vrednostjo navora, ampak z vrednostjo 
toka iq. Ta tok je nato vhod v navorno regulacijsko zanko. Sliko hitrostnega regulatorja 
ter njegovih nastavitev prikazuje slika 4.24. 
 
Slika 4.24:  Model hitrostne regulacijske zanke ter nastavitve PI regulatorja 
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4.3.3.1  Integralski pobeg 
Pri regulatorjih, ki vsebujejo integralski člen (PI, PID), kakršne imamo tudi v 
našem FOC regulatorju, lahko pride do integralskega pobega. Integralski pobeg 
nastane pri povečanju/zmanjšanju želene vhodne vrednosti. Ob tem je mogoče, da 
regulator zahteva večjo vrednost izhodne veličine sistema, kot je lahko njena 
maksimalna vrednost. Ker bo sistem prišel v nasičenje, ne bo zmogel podati takšne 
vrednosti kot jo pričakuje regulator, zato bo v povratni zanki manjša vrednost od 
pričakovane. Izhod procesa bo tako obstal na maksimalni vrednosti, regulator pa bo 
poskušal pospešiti njegovo naraščanje, zato bo povečeval regulirno količino. Ker je 
izhod sistema že v nasičenju, se to povečanje  na procesu seveda ne bo poznalo, tako 
bo regulator vse bolj povečeval vrednost regulirnega signala v neskončnost. 
Zaradi tega moramo v PI regulatorjih implementirati tudi zanko za preprečevanje 
integralskega pobega. Za reševanje tega problema bomo uporabili povratno računsko 
zanko pri integralskem členu, tako kot to prikazuje slika 4.25.  
 
Slika 4.25:  Povratna računska zanka za preprečevanje integralskega pobega 
Metoda deluje tako, da izhod iz PI regulatorja omejimo z blokom »saturation«. 
Omejeno vrednost nato odštejemo od originalnega izhoda PI regulatorja ter ostanek 





kjer je k_is ojačanje integralskega člena, k_ps pa ojačanje proporcialnega člena PI 
regulatorja. Dobljeno vrednost nato prištejemo integralnemu členu. Ko bo izhodna 
regulatorska količina v mejah, ki jo določa blok »saturation«, bo vrednost povratne 
zanke enaka 0 in bo regulacija delovala brez dodatnih vplivov. Ko pa bo vrednost le 
te prekoračila spodnjo ali zgornjo mejo omejitve, bomo v povratni zanki dobili ostanek 
negativnega predznaka. Tako bomo zmanjševali povečevanje integralskega člena 
proporcialno z naraščanjem regulirne količine. V Simulinku ima blok PI regulatorja že 
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vgrajeno zaščito za integralski pobeg, nastaviti moramo le parametre za omejitev 
regulirane vrednosti ter koeficient povratne zanke. 
 
Slika 4.26:  Nastavitve PI regulatorja za preprečevanje integralskega pobega 
4.3.4  Tokovna regulacijska zanka 
Ker je model motorja v napetostni obliki, le-tega ni mogoče krmiliti z želenim 
tokom, zato potrebujemo tokovno regulacijo, ki tok pretvori v potrebno napetost za 
krmiljenje motorja. Slika 4.27 prikazuje implementacijo celotne tokovne regulacijske 
zanke v Simulinku.  
 
Slika 4.27:  Model tokovne regulacije v Simulinku  
Kot je razvidno iz navorne enačbe (3.24), ima IPM motor značilnost, da navor 
ni posledica le toka v prečni osi, temveč je del navora pogojen tudi s tokom iz vzdolžne 
osi, zato sta tokovni regulacijski zanki medsebojno odvisni. Poglejmo si delovanje 
FOC regulacije ob obratovanju do nazivne vrtilne hitrosti. 
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• Tokovna regulacija v obratovanju do nazivne hitrosti 
V območju konstantnega navora ne potrebujemo slabljenja rotorskega polja, saj 
potrebujemo največji možen navor, s katerim lahko motor zavrtimo. Tako lahko želeni 
tok id postavimo na 0 A, kar pomeni, da je lahko tok iq maksimalno velik. V tem 
primeru je tokovna regulacijska zanka enostavna, saj ni medsebojne odvisnosti med 
tokovoma.  
Vhod v tokovno regulacijsko zanko sta želeni tok iq (želeni navor) iz hitrostnega 
regulatorja ter želeni tok id (0 A). Od teh dveh tokov najprej odštejemo dejanska tokova 
iz motorja, ki ju dobimo s transformiranjem trifaznega v dvoosni sistem. To razliko 
nato peljemo v PI regulator s parametri, ki jih enako kot pri hitrostnem regulatorju 
podamo že v Matlabu z ukazom: 
 
%Parametri PI regulatorja tokovne regulacije 
alpha_c = 2*pi*1000; 
k_pc = alpha_c*L_d_lin; 
k_ic = alpha_c^2*L_d_lin; 
U_max = 48/sqrt(3) 
U_min = -U_max 
 
V bloku PI regulatorja, enako kot pri hitrostni regulaciji določimo tudi parametre 
zanke za preprečevanje integralskega pobega. Izhod regulatorja omejimo z 






kjer je k_ic ojačanje integralskega člena, k_pc pa ojačanje proporcialnega člena  PI 
regulatorja Tako na izhodu dobimo želeno napetost, ki bo v motorju proizvedla želen 
navor, da se bo le-ta zavrtel do referenčne vrtilne hitrosti. Shemo tokovne regulacije 
za obratovanje v območju konstantnega navora prikazuje slika 4.28. Slika 4.29 pa 
prikazuje odziv motorja v primeru nadnazivne referenčne vrtilne hitrosti (8000 min-1). 
 
Slika 4.28:  Model tokovne regulacije brez slabljenja polja 
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Slika 4.29:  Izhodni parametri motorja brez slabljenja polja ob nadnazivni referenčni vrtilni hitrosti  
Iz slike je razvidno, da motor ne doseže želene vrtilne hitrosti, saj mu zmanjka 
navora ob vrtilni hitrosti 5500 min-1. Za doseganje višjih hitrosti moramo v tokovno 
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• Tokovna regulacija v obratovanju z nadnazivno hitrostjo 
Za doseganje nadnazivnih vrtilnih hitrosti mora motor preiti v obratovanje s 
konstantno močjo. Ker ima rotor trajne magnete, mu količine magnetnega pretoka ne 
moremo spreminjati, lahko pa ustvarjamo polje nasprotnega predznaka s tokom id in 
tako manjšamo vpliv trajnega magnetnega polja. To pri delovanju v območju 
konstantnega navora ni potrebno in je želen tok id lahko na vrednosti 0 A. Ko pa 
preidemo v območje konstantne moči, moramo tok v vzdolžni smeri povečevati v 
negativno smer proporcialno s hitrostjo vrtenja rotorja, kar pa vpliva tudi na navor 
motorja. Zato moramo sestaviti zanko, s katero bomo vsiljevali želeni tok id. Ta zanka 
se imenuje slabljenje polja, postavili pa jo bomo pred vhodom v celotno tokovno 
regulacijo, saj pri slabljenju polja spreminjamo tudi želeni prečni tok iq. 
Vhod v zanko sta prvotna referenčna tokova id in iq, pri tem je id še vedno enak 
0 A, iq pa izhod iz hitrostnega regulatorja, vhod v zanko sta tudi trenutna tokova iz 
modela motorja. Zanka toka id se začne z odštevanjem želenega toka za slabljenje 
polja, ki ga dobimo v povratni poti zanke, izhod iz te razlike je nov referenčni tok id 
(id**), od katerega odštejemo dejanski tok. To razliko nato peljemo na vhod PI 
regulatorja.  
Referenčni tok iq peljemo v blok za dinamično omejevanje (»dynamic 
saturation«), s katerim lahko tok omejujemo glede na vrednost toka id** z enačbo: 
 |𝑖𝑞𝑚𝑎𝑥| = |√𝐼𝑚𝑎𝑥
2 + 𝑖𝑑
2|  (4.23) 
Večja kot je vrednost toka id , manjši je lahko tok iq, kar pomeni, da pri slabljenju 
polja izgubljamo razpoložljiv električni navor na račun pridobivanja vrtilne hitrosti. 
Izhod iz omejevalnega bloka je nov referenčni tok iq (iq**), od katerega odštejemo 
dejanski tok motorja. Tako dobimo razliko, ki jo enako kot pri zanki toka id peljemo v 
PI regulator.  
Izhod PI regulatorja sta referenčni napetosti ud in uq, ki ju peljemo nazaj v zanko 
za slabljenje polja. Tu ju vključimo v enačbo za izračun prekoračitve možne napetosti: 
 𝑒 = 𝑈𝑚𝑎𝑥 − √𝑢𝑑2 + 𝑢𝑞2  (4.24) 
Problem enačbe (4.24) je, da za pravilen izračun potrebujemo neomejeni 
referenčni napetosti ud in uq, ki sta izhoda PI regulatorja. Ker regulator, ki smo ga 
vključili v enostavnejšo obliko tokovne regulacije, nima možnosti izhoda neomejenih 
količin, moramo ročno izdelati regulator iz slike 4.25, ki lahko v zanko za slabljenje 
polja vrne neomejene vrednosti napetosti, v motor pa jih omeji. Shema takega 
regulatorja z implementacijo integralskega pobega je prikazana na sliki 4.30. 
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Slika 4.30:  PI regulator tokovne regulacijske zanke z izhodom za neomejeno napetost 
Razliko e iz enačbe (4.24) peljemo v regulator z integralskim členom, ki nam 
poda želen tok id za zmanjšanje polja. Ker želimo, da je ta tok ekskluzivno negativen, 
ga omejimo razpon od 0 A do skoraj –Imax. (pustimo nekaj rezerve za ustvarjanje 
navora). Ta tok nato odštejemo od primarnega referenčnega toka id, tako je zanka 
zaključena.  
Slabljenje polja v taki izvedbi deluje na celotnem področju obratovanja motorja, 
zato je smiselno v povratno zanko vzdolžnega toka vstaviti še stikalo, ki zanko aktivira 
ob določeni vrednosti vrtilne hitrosti. V našem primeru bomo za to vrednost izbrali 
4500 min-1. Zanko tokovne regulacije z implementacijo slabljenja polja prikazuje slika 
4.31. 
 
Slika 4.31:  Zanka za slabljenje polja v Simulinku 
Če sedaj preverimo delovanje motorja z nadnazivno referenčno vrtilno hitrostjo, 
vidimo da jo motor brez težav doseže. Lepo je razvidno tudi naraščanje toka id v 
negativno smer proporcialno z vrtilno hitrostjo. Slika 4.32 prikazuje poteke faznih in 
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vejnih tokov, vrtilne hitrosti ter navora ob pospeševanju na nadnazivno referenčno 
vrtilno hitrost. 
 
Slika 4.32:  Poteki izhodnih količin motorja ob nadnazivni referenčni vrtilni hitrosti s slabljenjem 
polja 
4.3.5  Generacija kontrolnih PWM signalov 
Izhod iz regulatorja sta sedaj prečna in vzdolžna napetost, ki ju je potrebno 
prilagoditi tako, da bomo z njima krmilili močnostni pretvornik. Najprej ju moramo 
transformirati iz dvoosne v trifazno napetost, kar storimo z inverznima verzijama 
Parkove in Clarkine transformacije. Izhodno trifazno napetost pa moramo pretvoriti v 
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šest pulzno-širinsko moduliranih signalov, ki smo jih predstavili pri delovanju 
realnega sistema.  
Pretvorba v PWM signale poteka tako, da najprej vse tri napetosti normiramo z 
vrednostjo polovične baterijske napetosti, tako dobimo vrednosti v območju od -1,16 
do 1,16. Nato z bloki »max« in »min« detektiramo vrhove signalov napetosti, ter le te 
odštejemo od normiranih napetosti, tako dobimo napetosti z zglajenimi vrhovi. V 
paralelni veji vse napetosti damo v absolutne vrednosti, ter jih primerjamo z vrednostjo 
1. Če je napetost večja od 1, jo delimo samo s sabo, če pa je manjša, jo delimo z 1. 
Tako zagotovimo, da signali napetosti ne presegajo številke 1, kar je v nadaljevanju 
zelo pomembno. Slika 4.33 prikazuje poteke predelave napetosti v ustaljenem stanju. 
 
Slika 4.33:  Pretvorba trifaznih napetosti za generacijo krmilnih signalov 
Dobljene napetosti nato primerjamo s trikotnim signalom z vrednostmi od -1 do 
1. Ustvarimo ga z blokom »repeating table«, ta ponavlja vrednosti, ki mu jih vpišemo 
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v odvisnosti od časa. Ker želimo, da se PWM signali izvajajo s frekvenco 20 kHZ, 
bomo za parametre vpisali parametre, ki so prikazani na sliki 4.34. 
 
Slika 4.34:  Nastavitve bloka »repeating table« 
Pri tem bomo zaradi lažje koordinacije, parametre vpisali v Matlab z ukazom: 
%Definicija frekvence in vzorčnega časa trikotnega signala 
f_sw = 20000; 
t_sw = 1/f_sw; 
 
S tako nastavitvijo bloka »repeating table« dosežemo, da je pri času 0 izhod 
enak -1, pri polovičnem vzorčnem času (t_sw/2) 1, po celotnem vzorčnem času pa spet 
-1, te vrednosti se nato ponavljajo.  
Primerjavo s trikotnim signalom izvedemo s pomočjo bloka »relational 
comparator«, kjer mu nastavimo znak primerjavo na večje (>). Če je signal napetosti 
večji od 1, dobimo na izhodu logično 1, če pa je manjši, dobimo logično 0. Tako smo 
iz napetosti generirali tri pulzno-širinsko modulirane signale, kar prikazuje slika 4.35. 
Zadnji korak v tej pretvorbi je, da vse tri signale negiramo in tako dobimo 6 krmilnih 
signalov, ki so vhod v močnostni pretvornik. Slika 4.36 prikazuje implementacijo 
modela za tvorbo krmilnih signalov pulzno-širinske modulacije iz trifazne napetosti, 
ki smo ga implementirali v podsistemu »Generacija PWM kontr«.  
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Slika 4.35:  Generacija krmilnih PWM signalov 
 
Slika 4.36:  Model za generacijo krmilnih PWM signalov 
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4.4  Simulacija zveznega modela  
Za preverjanje pravilnosti sestavljenega modela ter njegovega delovanja imamo 
sedaj v Simulinku možnost simulacije. Simulacija nam omogoča, da v model 
pošiljamo želene parametre (hitrost, bremenski navor) ter opazujemo, kako se model 
nanje odziva. To nam omogoča, da ocenimo, kako se bo motor obnašal ob različnih 
simulacijskih pogojih, ter tako preverimo ali je motor pravilno načrtovan za zahteve 
še preden je sestavljen. Celoten simulacijski model na najvišjem nivoju prikazuje slika 
4.37, nekatere odzive pa slike 4.37, 4.38, 4.39 in 4.40: 
 
Slika 4.37:  Celoten simulacijski model v Simulinku 
 
Slika 4.38:  Fazni tokovi ob reverziranju zveznega modela motorja 
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Slika 4.39:  Izhodne količine zveznega modela motorja ob pospeševanju na nadnazivno vrtilno hitrost 
 
Slika 4.40:  Potek izhodnih količin motorja, ko je ob konstantni vrtilni hitrosti vključen bremenski 
navor 15 Nm 
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5  Optimizacija modela za generacijo strojne kode 
Model, ki smo ga izdelali v prejšnjem poglavju, predstavlja natančen model 
močnostne enote v zveznem času z “analognimi” vrednostmi, tako kot se motor obnaša 
v realnosti. Ker želimo simulacijo poganjati na FPGA logiki, ki podpira le digitalne in 
diskretne oblike spremenljivk, je jasno, da izdelan model ne bo povsem ustrezal tem 
kriterijem. Naša naloga je, da ta model prilagodimo tako, da bo kompatibilen za 
generacijo strojne kode, ki jo lahko poganjamo na FPGA logiki. Preden se lotimo 
optimizacij, je pomembno, da je model močnostne enote, ki ga želimo optimizirati, 
združen v en sam podsistem. 
5.1  Odpravljanje algebraičnih zank 
Algebraična zanka je pojav, ko je izhod iz nekega bloka hkrati tudi vhod vanj, 
bodisi neposredno, bodisi s povratno zanko skozi druge bloke. Algebrične zanke je 
težko matematično rešiti, zato je pomembno, da preden model diskretiziramo, 
odpravimo algebraične zanke. Simulink ima računska orodja za reševanje algebraičnih 
zank, ki poskušajo problem iterativno rešiti in dati pravilen odgovor, kar v mnogih 
primerih tudi uspe, velikokrat pa je primer nerešljiv. Enostaven primer algebraične 
tanke prikazuje slika 5.1, ki je sestavljena po enačbi 
 𝑦(𝑡) = 𝑢(𝑡) − 𝑦(𝑡)  (5.1) 
 
Slika 5.1:  Blokovni prikaz algebraične zanke 
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 Za odpravljanje algebraičnih zank bomo v povratni zanki uporabili blok »Unit 
Delay«, ta zadrži vrednost za en vzorčni čas, preden jo poda naprej ter tako časovno 
zamakne izračun algebrajske zanke. Tako ima Simulink čas, da najprej izračuna izhod 
preden poda vrednost nazaj v vhod. Rešitev algebrajske zanke zgornjega primera 
prikazuje slika 5.2 
 
Slika 5.2:  Blokovno odpravljanje algebraičnih zank 
V modelu imamo algebraične zanke v povratni zanki tokov, resolverja ter vrtilne 
hitrosti v FOC regulator. 
5.2  Diskretizacija simulacijskega okolja 
Simulacija modela je trenutno nastavljena tako, da teče v zveznem času, kar 
pomeni, da vrednost vsakega signala poznamo vsak trenutek. Če želimo model spraviti 
na FPGA logiko, ki deluje v diskretnem času, moramo simulacijski čas diskretizirati 
in mu določiti vzorčni čas, s katerim se bo simulacija osveževala. Za razliko od 
zveznega, je slabost diskretnega časa ta, da je vrednost signalov znana le ob določenih 
časovnih intervalih. Razliko med zveznim in diskretnim signalom prikazuje slika 5.3. 
 
Slika 5.3:  Primerjava diskretnega in zveznega signala 
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Računanje enačb v diskretnem času je odvisno od vzorčenja simulacije; v 
primeru prenizke vzorčne frekvence se lahko izgubijo hitri prehodni pojavi, v primeru 
previsoke pa bo simulacija prepočasna. Da se temu izognemo, moramo poznati čas 
najhitrejšega prehodnega pojava signalov, ki jih simuliramo. V našem primeru 
simuliramo mehanske in električne signale, slednji imajo veliko hitrejše prehodne 
pojave od mehanskih in se gibljejo okoli vrednosti nekaj deset kHz. Ker bomo za naš 
projekt potreboval natančne izračune simulacije, bomo vsak tak prehodni pojav 
vzorčili 1000 krat in za frekvenco izbrali 1 MHz, kar pomeni vzorčni čas 1 µs. Vzorčni 
čas in vzorčno frekvenco najprej definiramo v Matlabu z ukazom: 
 




V Simulinkovih nastavitvah za reševanje enačb (»solver«) pod vzorčni čas 
simulacije vpišemo ime definiranega vzorčnega časa, kot prikazuje slika 5.4. Diskretni 
čas velja za celoten Simulinkov model (tudi FOC regulator). 
 
Slika 5.4:  Nastavitve vzorčnega časa simulacije 
Če model sedaj poženemo, ta ne bo deloval, saj vsebuje bloke, ki so namenjeni 
zveznemu reševanju enačb. Izvajanje v diskretnem časovnem prostoru sedaj od nas 
zahteva, da v modelu bloke, ki so namenjeni zveznemu delovanju, zamenjamo z 
diskretnimi. Bloki, ki jih moramo zamenjati ali jim spremeniti nastavitve, so: 
• Integratorji – zamenjamo z diskretnimi integratorji. 
• PID regulatorji – v nastavitvah nastavimo diskretno delovanje. 
• Generacija trikotnega signala za generacijo PWM kontrolnih pulzov – 
zamenjamo ga z blokom »sawtooth generator«, ki ima možnost za definiranje 
vzorčnega časa. 
60 5  Optimizacija modela za generacijo strojne kode 
 
• Vzbujalni signal za resolver – v nastavitvah definiramo vzorčni čas. 
• Konstante - v nastavitvah nastavimo vzorčni čas iz »inf« v »-1«.  
5.3  Poenostavitve močnostnega pretvornika 
Realizacija napetostnega pretvornika iz prejšnjega poglavja predstavlja natančen 
model, vendar ima zaradi svoje kompleksnosti tudi slabo plat. Težava je sicer v tem, 
da je tak model uporaben za simuliranje v Simulinku, težko pa je iz njega generirati 
strojno kodo, saj ne podpira spremenljivk formata s fiksno vejico. Zato moramo model 
pretvornika pred digitaliziranjem spremeniti v enostavnejšo obliko. Za najlažjo 
generacijo strojne kode bomo uporabili bloke »relay«, ki se nahajajo v knjižnici blokov 
kompatibilnih z orodjem »HDL coder«. Blok je zasnovan kot stikalo (idealni rele), ki 
izhod spreminja na eno izmed dveh vrednosti, glede na to ali je vhod nad ali pod 
določeno vrednostjo. Pri tem moramo dodati, da negiranih krmilnih signalov ne 
potrebujemo več, saj novi bloki omogočajo delovanje z le tremi vhodnimi signali. 
Negirane signale bomo sicer pustili kot vhode, vendar ti ne bodo imeli vpliva na model. 
S tem izgubimo možnost dodajanja realnih parametrov močnostnega pretvornika, 
vendar se signali med modeloma ne razlikujejo veliko, kot vidimo na sliki 5.5.  
 
Slika 5.5:  Model enostavnega močnostnega pretvornika ter primerjava izhodnih napetosti bloka 
»relay« z blokom IGBT 
V nastavitvah bloka »relay« direktno nastavljamo izhodno napetost, kar pomeni, 
da modela baterije ne potrebujemo in ga lahko izbrišemo. Tako enako kot pri modelu 
napetostnega pretvornika s poenostavitvijo izgubimo realne parametre baterije, ki 
sedaj daje idealno napetost ±24 V.  
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5.4  Razdelitev vhodno izhodnih vektorskih količin 
Preden model digitaliziramo, moramo razdeliti vektrorske vhodno izhodne 
količine na skalarne. Ko bo vektor digitaliziran, bo imel vsak signal svoj digitalni 
format, ki je vezan na razpon določene količine. Ker moramo vsaki količini posebej 
določiti format, je smiselno, da vektorske količine razdelimo na več skalarnih, pri tem 
uporabimo blok »demux«. 
 
Slika 5.6:  Blok demux 
5.5  Digitalizacija modela 
Strojna koda, ki jo moramo generirati za delovanje modela na FPGA arhitekturi, 
ne podpira podatkovnega tipa s plavajočo vejico (»double«, »single«), zato moramo 
model močnostne enote, ki ga bo poganjala FPGA logika, digitalizirati ter vse 
parametre pretvoriti v format s fiksno vejico. 
5.5.1  Normiran model 
Za najlažjo pretvorbo v format s fiksno vejico je smiselno model pretvoriti v 
normiran sistem (model »na enoto« ali ang. »Per Unit« v nadaljevanju PU). Glavna 
prednost te pretvorbe je, da se vse spremenljivke v modelu gibajo v območju približno 
med vrednostnima -1 in +1. S tem rešimo problem z natančnostjo spremenljivk v 
digitalnem formatu, kjer je natančnost pogojena z najmanjšim bitnim številom – ker je 
območje gibanja spremenljivk pred vejico v manjšem razponu, lahko sedaj uporabimo 
večje število bitnih mest za decimalno vejico (več o tem v poglavju pri pretvorbi v 
sistem s fiksno vejico). 
Pretvorba modela v PU format poteka tako, da najprej izberemo osnovne bazne 
vrednosti, glede na katere bodo normirane enačbe motorja. Bazne količine izbiramo 
glede na fiksne parametre motorja. V našem primeru smo izbrali maksimalno izhodno 
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Izbrane bazne količine za PMSM model: 








= 22903 min−1 












= 0.0265 Wb 
Pri popolni pretvorbi v PU format, bi bilo potrebno normirati tudi čas (𝑡𝐵 =
1/𝜔𝐵), kar pomeni, da bi se čas simulacije razlikoval od realnega časa. Če želimo v 
prihodnosti model uporabiti za HIL simulacijo, nam ta čas ne bo ustrezal, saj mora le 
ta teči v realnem času. Zato bomo uporabili hibridno verzijo PU sistema in čas pustili 
v SI sistemu. Posledica tega je, da bodo nekatere vrednosti v modelu imele vrednosti 
višje vrednosti od 1. Še vedno pa bodo vrednosti bolj optimalne za pretvorbo v format 
s fiksno vejico kot spremenljivke pri SI modelu. 
S temi parametri lahko sedaj definiramo motorske enačbe v PU modelu. 
Osnovno načelo za definiranje normiranih enačb je, da obe strani enačbe delimo z 
bazno vrednostjo.  
• Definicija napetostnih enačb v PU formatu 










  (5.2) 
Bazno napetost lahko zapišemo tudi kot: 
 𝑈𝐵 = 𝑍𝐵𝐼𝐵 = 𝜔𝐵𝐿𝐵𝐼𝐵 = 𝜔𝐵𝜓𝐵  (5.3) 
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   (5.6) 
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∫ (𝑢𝑞𝑝𝑢 − 𝑅𝑝𝑢𝑖𝑞𝑝𝑢 − 𝜔𝑟𝑝𝑢𝐿𝑑𝑝𝑢𝑖𝑑𝑝𝑢 − 𝜔𝑟𝑝𝑢𝜓𝑇𝑀𝑝𝑢) 𝑑𝑡   (5.7) 
Iz enačbe (5.7) je razvidna posledica upoštevanja realnega časa, saj vidimo, da 
𝜔𝐵 pred integriranjem ni normirana. To pomeni, da je vrednost konstante pred 
integralom veliko večja od 1. 




















∫(𝑢𝑑𝑝𝑢 − 𝑅𝑝𝑢𝑖𝑑𝑝𝑢 − 𝜔𝑟𝑝𝑢𝐿𝑞𝑝𝑢𝑖𝑞𝑝𝑢) 𝑑𝑡  (5.9) 
• Definicija navorne enačbe v PU formatu 









   (5.10) 













2  (5.11) 










2    (5.12) 
















2   (5.13) 
Enačbo lahko zapišemo še s PU vrednostmi 
 𝑀𝑒𝑙𝑝𝑢 = 𝜓𝑇𝑀𝑝𝑢𝑖𝑞𝑝𝑢 + (𝐿𝑑𝑝𝑢 − 𝐿𝑞𝑝𝑢) 𝑖𝑑𝑝𝑢𝑖𝑞𝑝𝑢   (5.14) 
• Definicija enačbe o ohranitvi energije v PU formatu 









  (5.15) 




  (5.16) 















  (5.17) 
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   (5.18) 




  (5.19) 





Sedaj lahko zapišemo enačbo s PU vrednostmi 
 𝜔𝑝𝑢 = ∫(
𝑀𝑒𝑙𝑝𝑢−𝑀𝑙𝑜𝑎𝑑𝑝𝑢−𝑏𝑝𝑢𝜔𝑝𝑢
𝐽𝑝𝑢
)𝑑𝑡  (5.21) 
• Normiranje podatkov modela  
Ker želimo, da bo PU model v Simulinku čim bolj podoben tistemu v SI sistemu, 
bomo spremembe večinoma naredili v Matlab skripti.  Najprej definiramo vse količine 
v SI sistemu. 





P = 25000;              %Nazivna moč motorja 
I_max = 778;            %Maksimalni fazni tok 
Udc = 48;               %Napetost DC linka 
U_max=48/sqrt(3):       %Maksimalna fazna napetost 
p_p = 4;                %Število polovih parov 
J = 0.003;              %vztrajnostni moment 
b= 0.001;               %koeficient trenja 
 
%Podatki linearnega modela 
R_s = 3.3e-3;           %Statorska upornost 
L_d_lin = 0.011e-3;     %Statorska induktivnost v q osi                      
L_q_lin = 0.025e-3;     %Statorska induktivnost v d osi                     
Psi_R_lin= 12.1e-3;     %Fluks trajnih magnetov rotorja 
 
Nato sledi definicija baznih vrednosti, ter izračun PU vrednosti: 
%Bazne vrednosti 
U_b = Udc/sqrt(3); 
I_b = I_max; 
w_b = U_b/psi_R; 
Z_b = U_b/I_b; 
L_b = U_b/(w_b*I_b);  
psi_R_b = U_b/w_b; 
T_b = (3/2)*p_p*L_b*I_b^2; 
J_b = p_p*T_b/w_b; 
b_b = p_p*T_b/w_b; 
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%PU vrednosti 
Id_pu = Id/I_b; 
Iq_pu = Iq/I_b; 
R_s_pu = R_s/Z_b; 
Ld_pu = Ld/L_b; 
Lq_pu = Lq/L_b; 
Ldd_pu = Ldd/L_b; 
Lqq_pu = Lqq/L_b; 
Ldq_pu = Ldq/L_b; 
Lqd_pu = Lqd/L_b; 
PsiR_pu = Psi_R/Psi_R_b; 
Te_pu = Te/T_b; 
J_pu = J/J_b; 
b_pu = b/b_b; 
 
Na koncu definiramo še matriko inverzov v PU enotah enako, kot smo to naredili 
pri SI sistemu. 
%Ustvarjanje matrike inverzov v PU 
for l=1:41 
    for m=1:41  
        M=[Ldd_pu(l,m) Ldq_pu(l,m); 
           Lqd_pu(l,m) Lqq_pu(l,m)]; 
        inverz=inv(M); 
        Ldd_inv_pu(l,m)=inverz(1,1); 
        Ldq_inv_pu(l,m)=inverz(1,2); 
        Lqd_inv_pu(l,m)=inverz(2,1); 
        Lqq_inv_pu(l,m)=inverz(2,2); 
    end  
end 
• Implementacija PU modela v Simulinku 
Model v PU je na videz skoraj identičen tistemu v SI, vendar ima v Matlabovi 
skripti definirane PU vrednosti za osnovne podatke. Ker želimo model v prihodnje 
uporabiti za HIL testiranje, mora biti model navzven enak tistemu iz SI sistema, zato 
FOC regulatorja nismo spreminjali. Skladno s tem moramo vhodne podatke normirati 
z baznimi vrednostmi, nasprotno pa moramo izhodne podatke z njimi pomnožiti, tako 
sta si navzven modela SI in PU enaka.  
5.5.2  Menjava nekompatibilnih blokov 
Preden model digitaliziramo, se moramo znebiti blokov, ki niso kompatibilni z 
delovanjem v digitalni obliki, in sicer so to bloki trigonometričnih funkcij, ki so 
uporabljeni pri transformacijah signalov ter resolverju. Težava teh blokov je, da niso 
optimizirani za delovanje v formatu s fiksno vejico, zato jih moramo zamenjati z 
vpoglednimi tabelami (»lookup table«). Te delujejo po enakem principu kot podatki 
FEM analize, ki smo jih predstavili pri parametrizaciji motorja. Za trigonometrične 
funkcije imamo vpogledne tabele v Simulinku že narejene v knjižnici blokov, to sta 
bloka »sine lookup table« in »cosine lookup table«. Bloka vsebujeta tabelo vrednosti, 
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ki določa izhodno vrednost glede na vhod. Oba sta kompatibilna z digitalno obliko 
modela ter z generacijo strojne kode, težava pa nastane v tem, da imata za faktor 2𝜋 
večjo frekvenco od njunih predhodnikov. To pomeni, da moramo sedaj celoten model 
popraviti tako, da bo deloval enako kot pred zamenjavo. 
Najprej v podsistemu močnostne enote, ki ga želimo digitalizirati, zamenjamo 
vse trigonometrične funkcije z njihovimi ekvivalentnimi vpoglednimi tabelami. 
Primer Parkove transformacije prikazuje slika 5.7. 
 
Slika 5.7:  Optimiziran model Parkove transformacije 
Ker je sedaj frekvenca kosinusnih in sinusnih signalov v modelu močnostne 
enote za 2𝜋 večja od tistih v FOC regulatorju, moramo za enak faktor zmanjšati 
električni kot, ki ga pridobivamo iz modela motorja. Ker v FOC regulator ne pošiljamo 
direktno informacije o kotu, ampak resolverski signal, ki je prav tako generiran s 
pomočjo vpoglednih tabel, je tako resolverski signal enak, kot je bil pred zamenjavo. 
To pomeni, da je tudi kot v FOC regulatorju enak prejšnjemu.  
5.5.3  Pretvorba v format s fiksno vejico 
Kot že rečeno, FPGA arhitektura ne podpira analognih signalov, zato moramo 
model digitalizirati in njegove parametre pretvoriti v podatkovni format s fiksno 
vejico. V formatu s plavajočo vejico številu definiramo eksponent ter mantiso ter njuna 
predznaka, kar omogoča, da se število bitnih mest za decimalno vejico spreminja glede 
na potrebno natančnost. V formatu s fiksno vejico pa imamo točno določeno mesto, 
kjer se v številu nahaja vejica. S tem sta fiksno definirana tako največja velikost števila, 
kot natančnost glede na pozicijo vejice ter števila bitov v številu. Problem natančnosti 
bomo razložili na enostavnem primeru. 
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Primer: podano imamo 8 bitno predznačeno število, ki ima 4 digitalna števila za 
decimalno vejico. Največji bit (bit številka 7) se uporabi za definicijo predznaka: če je 
vrednost 0, je število pozitivno, če je vrednost 1 pa negativno. Tako nam za dejansko 
vrednost števila ostane še 7 bitov. Ker želimo imeti 4 bitna števila za vejico, postavimo 
vejico med bita številka 3 in 4. Za bitna števila za vejico velja, da je vsako ekvivalent 
desetiškemu številu z vrednostjo 2−𝑛, pri tem je n celo število definirano z 
oddaljenostjo od vejice (bit najbližje vejici je n=1). V našem primeru imamo za vejico 
4 mesta, zadnji bit je tako ekvivalent desetiški vrednosti 2−4 = 0.0625, kar je tudi 
največja natančnost danega števila. Za definiranje števila pred vejico nam tako 
ostanejo le trije biti, ki imajo desetiški ekvivalent 2𝑛, kar pomeni, da je največje možno 
število pred vejico enako 7 (vsi biti na 1). Največji desetiški ekvivalent celotnega 
primera je tako 7,9375, najmanjši pa -8.  
 
Slika 5.8:  Primer pretvarjanja med decimalnim in binarnim sistemom [22] 
Iz primera je razvidno to, da večje kot je število, manjša je lahko natančnost. Če 
porabimo veliko mest za prikaz celega dela števila, je mest za decimalno vejico 
posledično manj. Iz tega razloga nam pri pretvorbi nastajata dve težavi: premajhna 
natančnost ter prekoračitve maksimalne ali minimalne vrednosti. Zato je bilo smiselno 
model postavili v PU format, saj so cela števila v območju od -1 do +1. Tako lahko 
uporabimo le en bit pri celem delu števila, ostale pa za definicijo dela za vejico. Poleg 
tega so spremenljivke motorja bolj homogene skozi celoten model, kar nam olajša 
pretvorbo v format s fiksno vejico.  
Pretvorbe modela ne bomo izvajali ročno, saj bi bilo to zelo zahtevno in 
dolgotrajno, zato bomo za to uporabili Simulinkovo orodje »fixed point tool«. V 
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orodju izberemo želene dolžine bitnih števil. Nato orodje pripravi model tako, da nam 
na vhode in izhode doda »data conversion« bloke. Če je model uspešno pripravljen, 
kliknemo na funkcijo »collect ranges« - ta funkcija izvede simulacijo modela ter 
zajame vrednostna področja vseh spremenljivk v modelu, zato moramo pri simulaciji 
zajeti vsa obratovalna stanja – model poženemo pri vseh možnih hitrostih in navorih.  
Po končani simulaciji orodje prikaže območja spremenljivk v histogramih ter 
glede na te predlaga formate za spremenljivke v formatu fiksno vejico, ki jih lahko 
popravimo, če je to potrebno, ter potrdimo za uporabo v modelu. Histogrami se po 
potrditvi obarvajo rumeno pri izgubljeni natančnosti spremenljivk ter rdeče ob 
prekoračitvi vrednosti spremenljivke, kot je prikazano na sliki 5.9, 
 
 
Slika 5.9:  Prikaz področja spremenljivk s histogrami v orodju za pretvorbo v format s fiksno vejico 
V našem primeru bomo uporabili 32 bitni format, kar nastavimo v nastavitvah 
orodja. Orodje nato vse spremenljivke poda v Matlabovem formatu fixdt(1,32,M). Prvi 
parameter v oklepaju predstavlja predznačeno ali nepredznačeno število, drugi 
predstavlja bitno dolžino zapisa, M pa je število, ki nam pove koliko mest je za 
decimalno vejico.  
Pri vsaki spremenljivki moramo paziti, da uporabimo najvišjo možno 
natančnost, ne da bi se pojavila prekoračitev. Izjema pri tem je mehanski kot rotorja, 
saj lahko doseže zelo velike vrednosti, kar za format s fiksno vejico ni primerno. Zato 
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se pri pretvorbi poslužujemo prekoračitve maksimalne vrednosti (ang. »overflow«) 
tako, da vrednost iz maksimalne skoči nazaj na minimalno vrednost. Zato nastavimo 
številski format kota na fixdt(0,32,32), kar pomeni, da bo kot pri številih večjih od 1 
skočil na vrednost 0. Ta sprememba se v nadaljevanju ne bo poznala, saj so sinus in 
kosinus bloki, v katere ta kot vstopa, pomnoženi z faktorjem 2𝜋, kar znaša ravno 
celotno periodo signala. 
V orodju za pretvorbo  lahko po konverziji preverimo razliko med prvotnim 
modelom in modelom v formatu s fiksno vejico s tipko »compare results«.  Rezultati 
se nekoliko razlikujejo zaradi izgube natančnosti, vendar so razlike dopustne, prikazali 
jih bomo pri simulaciji optimiziranega modela.  
5.5.4  Prilagajanje vpoglednih tabel iz analize končnih elementov 
Zadnji korak za pretvorbo v format s fiksno vejico je prilagajanje delovanja 
vpoglednih tabel podatkov iz metode končnih elementov. Pri zveznem modelu 
vpogledna tabela naredi interpolacijo vnesenih podatkov, tako pridobi zvezno krivuljo, 
ki je znana pri vseh vrednostih vhodov. Te lastnosti pri digitalnem modelu ni mogoče 
realizirati zaradi končne natančnosti spremenljivk, zato moramo vpogledne tabele 
prilagoditi tako, da bodo ustrezale spremenljivkam v digitalni obliki, ter zagotavljale 
kompatibilnost za tvorbo strojne kode.  
• Nastavitve bloka "lookup table" 
Nastavitve bloka “lookup table” za kompatibilnost z generiranjem strojne kode 
prikazuje slika 5.10 
 
Slika 5.10:  Nastavitve optimiziranega bloka »lookup table« 
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Iz slike 5.10 je razvidno, da za interpolacijsko metodo izberemo parameter 
»flat«. S tem parametrom izklopimo delovanje interpolacije, zato se ob pojavu, da 
vrednost tokov pade med dve točki v tabeli, le ta zaokrožita na sosednjo točko. Tako 
se na izhod postavi direktna vrednost iz tabele brez vmesnih vrednosti. Za 
ekstrapolacijsko metodo izberemo »clip«, ta nastavitev nam vrne zadnjo vrednost v 
tabeli, če prekoračimo razpon tabele. Za razliko od prejšnje nastavitve, ki nam je 
podala vrednosti tudi izven razpona tabele. Ker izbirne točke tokov (ang. 
»breakpoints«) v tabeli monotono naraščajo, izberemo za metodo iskanja indeksa 
»Evenly spaced points«. Zadnji parameter »diagnostika za prekoračitev vhoda v 
tabelo« pa postavimo na opcijo »Error«. Ta zaustavi simulacijo če gre vhod čez 
razpon tabele. 
Poleg nastavitev algoritma za interpolacijo moramo nastaviti tudi tipe vhodnih 
in izhodnih podatkov. Slika 5.11 prikazuje primer nastavitev izbirne tabele za inverzno 
prečno induktivnost Ldd, pri kateri smo za izhodni signal izbrali predznačen 16 bitni 
digitalni zapis s fiksno vejico, ki ima 13 mest za decimalna števila, ta parameter 
določimo glede na razpon spremenljivke Ldd, in sicer tako, da ima za vejico čim večje 
število mest, ne da bi se pojavila prekoračitev. Druge parametre pa nastavimo skladno 
s tem principom.  
 
Slika 5.11:  Nastavitve formata izhodnih spremenljivk induktivnosti 
• Optimizacija podatkov za vpogledne tabele 
Ker smo spremenili tip spremenljivke toka iz tipa s plavajočo vejico v tip s fiksno 
vejico, se nam pojavi problem pri monotonem naraščanju izbirnih točk tokov v tabeli. 
Zaradi končne natančnosti imajo sedaj točke tokov med seboj različen razmak, zato 
moramo popraviti vrednosti tokov v tabeli. Točke tokov moramo nastaviti tako, da 
bodo imele do zadnje decimalne številke natančno enak razmak med njihovimi 
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točkami. Najprej bomo v Matlabu definirali nova normirana vektorja tokov, tako da 
bodo imele vse vrednosti natančnost 2−4 (0.0625 A) z ukazom: 
 
%Definicija novih tokov v PU formatu 1x81 
Id_pu = -2.5:0.0625:2.5; 
Iq_pu = -2.5:0.0625:2.5; 
 
Tako dobimo vektorja tokov velikosti 1x81 z razmakom 0,0625 A. Te vrednosti 
brez težav postavimo v format s fiksno vejico, saj imajo končno natančnost, poleg tega 
pa je izračun induktivnosti brez zvezne interpolacije natančnejši, če tabela vsebuje več 
elementov. Strojna koda, ki bo delovala na FPGA arhitekturi, je optimalna, če ima 
vpogledne tabele v velikosti potence števila 2. Zato bomo vektorja tokov in 
pripadajoče izbirne tabele zmanjšali na velikost 26, kar je velikost 64x64. 
Vektor toka zmanjšamo za 17 elementov, 9 na zgornjih vrednostih in 8 na 
spodnjih in popravimo zgornji zapis: 
%Definicija novih tokov v PU formatu 1x64 
Id_pu = -2.0:0.0625:1.9375; 
Iq_pu = -2.0:0.0625:1.9375; 
 
Ob novih vektorjih tokov moramo sedaj na novo interpolirati tudi vpogledne 
tabele z ukazom (pri tem so stari podatki označeni z *): 
Ld_pu  = griddata(Id*,Iq*,Ld*,transpose(Id),Iq,'linear'); 
Lq_pu  = griddata(Id*,Iq*,Lq*,transpose(Id),Iq,'linear'); 
Ldd_inv_pu = griddata(Id*,Iq*,Ldd_inv*,transpose(Id),Iq,'linear'); 
Lqd_inv_pu = griddata(Id*,Iq*,Lqd_inv*,transpose(Id),Iq,'linear'); 
Ldq_inv_pu = griddata(Id*,Iq*,Ldq_inv*,transpose(Id),Iq,'linear'); 
Lqq_inv_pu = griddata(Id*,Iq*,Lqq_inv*,transpose(Id),Iq,'linear'); 
PsiR_pu = griddata(Id*,Iq*,PsiR*,transpose(Id),Iq,'linear'); 
Te_pu  = griddata(Id*,Iq*,Te*,transpose(Id),Iq,'linear'); 
 
• Primerjava izbirnih tabel zveznega modela z optimiziranim 
Kot je razvidno iz slike 5.12 se poteki izhodnih vrednosti iz vpoglednih tabel 
razlikujejo od zveznega modela, saj se pri digitalizaciji in brez sprotne interpolacije 
le-teh izgubijo informacije o vrednostih med točkami toka. Ne glede na to pa to na 
izhodne signale motorja nima velikega vpliva. Omejitev predstavlja le navor iz FEM 
analize, saj ga zaradi skokovitih digitalnih vrednosti ne moremo uporabiti za nadaljnje 
računanje, zato bomo navor v optimiziranem modelu računali s pomočjo navorne 
enačbe.  
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Slika 5.12:  Primerjava potekov induktivnosti zveznega in optimiziranega modela 
5.6  Simulacija optimiziranega modela 
S temi optimizacijskimi nastavitvami je model pripravljen na generacijo strojne 
kode, s katero lahko programiramo FPGA. Slike 5.13, 5.14 in 5.15 prikazujejo 
nekatere podsisteme optimiziranega Simulink modela. Slike 5.16, 5.17, 5.18 ter  5.19 
pa poteke izhodnih signalov modela motorja ob simulaciji. Iz spodnjih potekov lahko 
vidimo, da optimiziran model deluje po pričakovanjih z malo odstopanja od osnovnega 
zveznega modela iz prejšnjega poglavja. 
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Slika 5.13:  Celoten optimiziran simulacijski model 
 
Slika 5.14:  Optimiziran model IPM motorja 
 
Slika 5.15:  Optimiziran model električnega dela IPM motorja 
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Slika 5.16:  Poteki izhodnih količin optimiziranega modela motorja ob nadnazivni referenčni hitrosti  
 
Slika 5.17:  Prikaz diskretnega resolverska signala 
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Slika 5.18:  Odziv motorja na skokovit bremenski navor iz 0 na 20 Nm 
 
Slika 5.19:  Poteki modela motorja ob reverziranju iz 2000 na -2000 min-1 





6  Prenos modela na FPGA logiko 
V prejšnjem poglavju smo ustvarili simulacijski model, ki je kompatibilen za 
pretvorbo v strojno kodo. V tem poglavju bomo razjasnili pojma strojna koda, FPGA, 
predstavili generacijo kode iz modela ter prenesli model na FPGA logiko. 
6.1  FPGA 
»Field Programmable Gate Array« (v nadaljevanju FPGA) je integrirano vezje, 
zasnovano na podlagi matrike logičnih blokov, ki so med seboj povezani s 
programirljivimi povezavami. FPGA logiko lahko spreminjamo (programiramo) tako, 
da ustreza želeni funkcionalnosti, od tod izraz »field programmable«. Ta lastnost 
razlikuje FPGA od navadnih integriranih vezij, ki so po naročilu izdelane specifično 
za vsako aplikacijo (»ASIC« – Aplication Specific Integrated Circuits«) in niso 
spremenljive.  
Logične bloke FPGA lahko konfiguriramo tako, da opravljajo funkcijo vse od 
enostavnih logičnih vrat do kompleksnih kombinatornih funkcij. S programirljivimi 
povezavami pa jih med seboj povežemo in tako ustvarjamo različne konfiguracije. 
Večina FPGA-jev je lahko ponovno programirljiva, kar omogoča veliko fleksibilnosti, 
saj lahko tako vanje implementiramo različne logične funkcije. Zaradi teh značilnosti 
ima FPGA veliko več skupnega s sekvenčnimi procesorji kot integriranimi vezji, 
vendar je ključna prednost FPGA-jev paralelno procesiranje ter veliko višja frekvenca 
delovanja [23]. 
6.2  Strojno opisna koda 
Za programiranje FPGA uporabnik definira zasnovo s pomočjo strojno opisne 
kode (»HDL« – »Hardware Description language«) ali kot shematski načrt. HDL 
oblika je bolj primerna za delo z velikimi strukturami, saj je funkcionalno vedenje 
mogoče določiti na visoki ravni, namesto da bi vsak kos kode pisali ročno. Po drugi 
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strani pa shematični prikaz omogoča lažjo vizualizacijo načrta in njegovih sestavnih 
modulov. V magistrskem delu bomo za programiranje FPGA uporabili HDL obliko. 
Najpogostejši obliki strojno opisne kode sta jezika VHDL in Verilog, ki sta iz 
vidika programiranja velikih struktur zelo zahtevna in nepregledna (podobna sta 
zbirnemu jeziku), zato za poenostavitev opisa zapletenih sistemov v FPGA obstajajo 
knjižnice vnaprej določenih kompleksnih funkcij in vezij, ki so bile preizkušene in 
optimizirane za pospešitev postopka načrtovanja. Te knjižnice se imenujejo IP jedra 
(»Intelectual property core«) in so na voljo večinoma pri prodajalcih FPGA [24]. 
Zaradi kompleksnosti jezikov VHDL in Verilog se v zadnjem času uveljavljajo 
alternativne metode generiranja strojne kode za programiranje FPGA. Cilj teh metod 
je dvig ravni programiranja na višjo raven z uvedbo drugih (lažjih) jezikov. Ti jeziki 
so lahko pisni, kot je generacija strojne kode iz jezika C ali C++, najuporabnejši pa so 
grafični (blokovni), kot sta LabView ali v našem primeru Simulink. Grafični jeziki so 
večinoma na višjem nivoju kot pisni, zato je implementacija programa lažja in bolj 
pregledna, poleg tega pa enostavna za simuliranje. V našem primeru bomo s 
Simulinkovega modela ustvarili kodo VHDL [24]. 
6.3  Sinteza strojne kode 
Po napisani ali generirani strojni kodi izvedemo sintezo, ta strojno kodo prevede 
v konfiguracijsko datoteko za programiranje logike FPGA. Pri sintezi uporabljamo 
postopek »place and route«, ki opisuje, kako se koda prilega dejanski arhitekturi 
FPGA. Ta postopek je avtomatiziran s pomočjo programske opreme proizvajalca 
FPGA. Po zaključenem postopku uporabnik preveri načrt ter rezultate s pomočjo 
časovne analize, simulacij in drugih metod preverjanja. Ko načrt zadostuje potrebam 
aplikacije, se s pomočjo enake programske opreme iz načrta generira binarna datoteka, 
ki (re-)konfigurira FPGA. Ta datoteka je končni produkt sinteze strojne kode in jo 
lahko prenesemo na FPGA prek serijskega vmesnika (JTAG). 
6.4  ZedBoard 
V magistrski nalogi bomo za izvajanje simulacije močnostne enote uporabili 
FPGA razvojno ploščo ZedBoard (slika 6.1). ZedBoard je nizkocenovna razvojna 
plošča, ki je produkt sodelovanja podjetji Diligent, Avnet ter Xilinx. Poganja jo 
Xilinxov SoC (»System On the Chip«), kar pomeni, da ima v enem ohišju tako 
sekvenčni procesor (Dual-core ARM Cortex™-A9), kot tudi FPGA logiko 
(Xilinx Zynq-7000 AP SoC), med njima pa potekajo ultra hitre povezave. Poleg 
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procesorske enote so na plošči razne vhodno izhodne enote, stikala ter prikazovalniki. 
Ker ima plošča možnost delovanja na navadnem procesorju in/ali FPGA logiki, ponuja 
veliko fleksibilnosti in lahko deluje v velikem področju aplikacij kot so obdelava 
videov, nadzor motorja, pospeševanje programske opreme, izvajanje HIL simulacij, 
razvoj Linux / Android / RTOS aplikacij,… [25]. 
 
Slika 6.1:  Razvojna platforma ZedBoard 
6.4.1  Xilinx 
Xilinx, Inc. je ameriško tehnološko podjetje, ki razvija vsestranske in 
prilagodljive procesne platforme. Podjetje je poleg FPGA izumilo tudi programirljiv 
sistemski čip (SoC) in prilagodljivo računalniško pospeševalno platformo (ACAP). 
Xilinx je vodilno podjetje v prodaji FPGA, saj Xilinxovi izdelki zasedajo 51% trga. 
Njihove naprave se uporabljajo v številnih panogah in tehnologijah, vključno s 
podatkovnimi centri, žičnimi in brezžičnimi komunikacijami, računalniško 
inteligenco, avtomobilsko, industrijsko, potrošniško, vesoljsko in obrambno 
tehnologijo [26]. 
6.5  Priprava programskega okolja za generacijo strojne kode 
Čeprav so bloki modela močnostne stopnje iz prejšnjega poglavja kompatibilni 
z generacijo strojne kode, moramo za pretvorbo modela v nastavitveno datoteko za 
konfiguracijo FPGA dodatno pripraviti še programsko opremo. 
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6.5.1  Xilinx Vivado 
Preden začnemo z generacijo kode moramo na računalnik naložiti Xilinxov 
program Vivado (uporabljen za konvencionalno programiranje Xilinxovih FPGA), ki 
bo v nadaljevanju izvedel sintezo ter konfiguriral FPGA. Za potrebe magistrske naloge 
nam zadostuje brezplačna licenca Vivada, ki smo jo pridobili iz Xilinxove uradne 
strani. Izbrali smo verzijo 2018.2, saj je le ta kompatibilna z Matlabom 2019b. 
Simulink bo ob izvajanju sinteze v ozadju odprl Vivado, zato moramo v Matlabu 




6.5.2  Mathworksovi dodatki 
Programsko okolje Matlab/Simulink samo po sebi nima možnosti generiranja 
kode iz modelov, zato moramo uporabiti dodatke (t.i. »addons«), ki so tega zmožni. 
Najpomembnejši Mathworksov dodatek v našem primeru je »HDL coder«, z njim 
bomo pretvorili model v strojno kodo, pognali sintezo (v ozadju z programom Vivado), 
preverjali rezultate sinteze ter programirali FPGA. Dodatke za Matlab/Simulink lahko 
naložimo že ob instalaciji Matlaba ali pa jih naknadno naložimo pod zavihkom 
»Environment/Addons«, kjer prenesemo želeni dodatek [27]. 
Poleg »HDL coder«-ja potrebujemo še dva zelo pomembna dodatka, to sta: 
»HDL Verifier« za preverjanje generirane kode ter »Embedded coder« za ustvarjanje 
vmesniškega modela. 
Za prilagajanje generirane kode na ZedBoard pa moramo »HDL coderju« 
definirati na kakšno ploščo bomo kodo nalagali. Strojno opremo lahko dodajamo ročno 
s pomočjo »FPGA board managerja«, v našem primeru pa ima Simulink že podporo 
za ZedBoard. Vse kar moramo narediti, je naložiti naslednje štiri dodatke:   
• HDL Coder Support Package for Xilinx FPGA boards, 
• HDL Coder Support Package for Xilinx Zynq platform, 
• Embedded Coder Support Package for Xilinx Zynq platform, 
• HDL Verifier Support Package for Xilinx FPGA boards. 
6.5.3  Nastavitve Simulacijskega okolja 
Preden generiramo kodo iz modela, moramo nastaviti še nekaj nastavitev v 
simulacijskem okolju Simulink. Kot smo že povedali pri optimizaciji modela, je 
pomembno, da je del modela, ki ga hočemo pretvoriti v kodo, spravljen v en podsistem. 
Z desnim klikom na izbran podsistem izberemo opcijo parametri podsistema (»block 
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parameters«) ter obkljukamo opcijo »treat as atomic unit«. S tem parametrom 
sporočimo Simulinku, da izvaja podsistem kot enoto. To pomeni, da mora za 
pridobitev izhoda iz simulacije najprej pridobiti izhod vseh blokov v podsistemu in ga 
šele nato lahko pelje naprej v druge bloke, ki so na enaki ravni.  
Naslednji parametri, ki jih moramo nastaviti, so v nastavitvah simulacije pri 
nastavitvah reševalnika »solver«, kjer moramo obkljukati opcijo za izvajanje vsake 
diskretne operacije posebej (»treat each discrete rate as separate task«). Nato pa pod 
zavihkom diagnostika/vzorčni čas nastavimo še parametra »Multitask rate transition« 
ter »Single task rate transition« na opcijo »error«. Sedaj imamo vse pripravljeno za 
generiranje strojne kode. 
6.6  Pretvorba v strojno opisno kodo 
Pretvorbo iz Simulink modela v strojno kodo bomo izvedli na dva različna 
načina. Najprej bomo model pretvorili v kodo za preverjanje pravilnosti pretvorbe. Ta 
način generacije se imenuje »FPGA v zanki« (ang. »FPGA in the loop«) (v 
nadaljevanju FIL) in omogoča, da sta FPGA in Simulink sinhronizirana, kar nam 
omogoča, da v Simulinku preverjamo odzive iz FPGA in jih primerjamo z delovanjem 
modela v simulaciji. Drugi način generiranja kode se imenuje generacija IP jedra (ang. 
»IP core generation«) in omogoča generiranje kode, ki lahko samostojno deluje na 
FPGA brez prisotnosti Simulinka. 
Za pretvorbo modela močnostne stopnje v nastavitveno datoteko smo uporabili 
čarovnika za generacijo strojne kode imenovanega »HDL workflow advisor«, ki nas 
vodi skozi proces generiranja strojne kode, njeno sintezo ter nalaganje kode na FPGA. 
Čarovnik deluje tako, da po korakih preveri model in sproti sporoča, če so nastavitve 
kompatibilne za pretvorbo. Pri pravilnih nastavitvah se pri vsakem koraku prikaže 
zelena kljukica, nasprotno rdeč križec. Če smo se držali napotkov iz prejšnjega 
poglavja o optimizaciji modela, bo generacija kode potekala brez zapletov. 
6.6.1  Pretvorba v testno kodo - "FPGA in the loop" 
Z desnim klikom na izbran podsistem poženemo »HDL workflow advisor«. Prvi 
korak zahteva izbiro načina generiranja kode, razvojne plošče FPGA, ter sinteznega 
orodja. Ker hočemo najprej preveriti, če generirana koda na ZedBoardu deluje enako 
kot model v Simulinku, za način generiranja kode izberemo opcijo »FPGA in the loop 
(FIL)«. Ta način nam omogoča, da poganjamo simulacijo v sinhronizaciji s FPGA 
ploščo, kar omogoča, da v Simulinku teče del programa (FOC regulator) na FPGA pa 
generirana koda (model močnostne enote). Simulinku lahko nastavljamo želene 
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vhodne parametre (vrtilno hitrost in bremenski navor), jih pošiljamo v FPGA ter 
opazujemo odzive izhodnih parametrov iz nje (vrtilno hitrost, navor, tok …). Te odzive 
lahko nato primerjamo z delovanjem modela v Simulinku ter tako preverimo ali smo 
model uspešno pretvorili v nastavitveno datoteko za programiranje FPGA [28]. 
• Definicija plošče in frekvence izvajanja 
Za izbiro FPGA izberemo ZedBoard, za sintezno orodje pa Vivado 2018.2 ter 
želeno pot do mape, v katero se bo koda shranila. Ostali podatki modela FPGA se 
izpolnijo sami iz dodatka: »HDL Verifier Support Package for Xilinx FPGA boards«, 
ki smo ga naložili pri pripravi programskega okolja. Sliko nastavitev prikazuje slika 
6.2 
 
Slika 6.2:  Nastavitve čarovnika v koraku 1.1 
Naslednji korak zahteva vnos želene frekvence izvajanja programa na FPGA 
plošči. Ker hočemo, da se model motorja obnaša čim bolj realno, ga moramo 
osveževati z veliko večjo frekvenco kot ostali del simulacije, saj so pri višji frekvenci 
osveževanja diskretne količine bolj podobne zveznim signalom. Ravno zato je 
pomembno, da smo za izvajanje simulacije modela izbrali FPGA, ki je zmožen visokih 
frekvenc izvajanja. Za frekvenco izvajanja bomo tako izbrali desetkratnik frekvence v 
Simulinku in nastavili frekvenco na 10 MHz (slika 6.3).  
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Slika 6.3:  Nastavitve frekvence izvajanja na FPGA 
• Pregled kompatibilnosti modela za generacij strojne kode 
V koraku 2 preverimo kompatibilnost modela za generiranje strojne kode. 
Čarovnik nas opozori, če so v modelu nekompatibilni bloki ali nastavitve, ki niso 
kompatibilne z »HDL coderjem«. Prav zato smo model pripravili in optimizirali za 
generacijo kode že v prejšnjem poglavju, kar pomeni, da bi morale biti zahteve 
kompatibilnosti modela izpolnjene, kot prikazuje slika 6.4. 
 
Slika 6.4:  Izpolnjen 2. korak pri pretvorbi v strojno kodo 
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• Optimizacija strojne kode 
Preden opišemo optimizacijske nastavitve strojne kode, moramo opozoriti na 
pomemben problem s hitrostjo izvajanja paralelnih poti v modelu. Ko se nekateri bloki 
pretvorijo v VHDL kodo, potrebujejo za izračun več ciklov, tako se enostavnejše poti 
v modelu lahko hitreje izračunajo od kompleksnih, kar pomeni da imamo na izhodu 
po enem ciklu nepravilen rezultat. Simulink težavo reši tako, da preden izvrši 
generacijo kode iz modela, v model vstavi dodatne bloke za časovni zamik »delay«, 
ki ohranijo vrednost bloka toliko ciklov kot je potrebno, da se izvede kompleksnejša 
pot. To pomeni, da se simulacija upočasni, saj potrebujemo več ciklov za izračun 
kompleksnih blokov. Rešitev tega problema je, da poganjamo simulacijo z visoko 
frekvenco ure, saj so tako zamiki, ki jih Simulink vstavi v simulacijo krajši (krajši 
vzorčni čas) in tako kompenziramo nastalo upočasnitev. Simulacija bo na FPGA tekla 
z uro frekvence 100 MHz. Tako se bo lahko izvedla stokrat v enem vzorčnem času 
simulacije v Simulinku, kar pomeni, da v model lahko dodamo sto blokov »delay«. Če 
FPGA logiki ne nastavimo dovolj velike frekvence ure ali imamo v kodi preveč 
časovnega zamika, bo sinteza kode neuspešna, saj bo izvajanje kode predolgo. 
Nastali problem bomo prikazali na enostavnem primeru na sliki 6.5:   
 
Slika 6.5:  Primer različnih paralelnih poti v Simulinku pri generaciji strojne kode 
V primeru imamo en vhod, ki ga razdelimo v dve paralelni poti ter ju nato 
seštejemo. V prvi poti računamo kvadratni koren vhoda, v drugi pa vhod množimo s 
številom 3. Ko poskušamo iz modela generirati strojno kodo, nam Simulink poda 
model na sliki 6.6. Kvadratni koren potrebuje v strojnih ukazih 5 iteracij, da se izvede 
v celoti, množenje pa le 2, zato v prvo pot Simulink vstavi 5 časovnih zamikov, v 
drugo pa 2. Pri taki postavitvi časovnih zamikov bi izhod iz seštevalnega bloka dal 
napačen rezultat, saj poti potrebujeta različno dolgo za izračun. Simulink zato v drugo 
pot doda tri časovne zamike, da so vhodni podatki v bloku za seštevanje pravilni. Tako 
sedaj obe poti potrebujeta 5 iteracij za izračun, kar nam za 5-krat podaljša čas 
simulacije. 
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Slika 6.6:  Primer optimizacije paralelnih poti z dodanimi časovnimi zamiki  
Sedaj ko poznamo koncept različnih hitrosti poti v modelu, se lahko lotimo 
parametrov nastavitev za generacijo strojne kode, kjer bomo spreminjali le zavihka 
3.1.3 – Napredne nastavitve ter  3.1.4 – Optimizacijske nastavitve: 
- Zavihek 3.1.3 - Napredne nastavitve  
▪  »Reset type« - Nastavitev tipa ponastavitve«: s tem parametrom nastavljamo 
ali je ponastavitev sinhronizirana z uro FPGA, to je odvisno od modela 
FPGA, ki ga bomo uporabili. Parameter bomo nastavili na sinhrono 
ponastavljanje, kar je značilno za Xilinxove naprave. 
▪ »Oversampling factor« – s tem faktorjem Simulinku sporočimo, koliko krat 
hitreje teče ura na FPGA od simulacije v Simulinku. Definiran je kot količnik 
med frekvenco ure na FPGA ter frekvenco, s katero želimo, da se osvežuje 
celoten model motorja v Simulinku. To nam omogoča, da lahko izničimo 
časovne zamike ki jih je ustvaril »HDL coder«. V našem primeru bo ura na 
FPGA tekla na 100 MHz, simulacija pa z 1 MHz, zato nastavimo ta 
parameter na 100.  
▪  Pod zavihkom »coding style« izberemo »Scalarize vector ports«, kar razdeli 
vektorske količine v modelu v skalarne. 
▪ V zavihku »floating point target« izberemo »Native floating point« knjižnico 
- Zavihek 3.1.4 -  Optimizacijske nastavitve 
▪ Zavihek »General« 
▪ Izberemo opcijo »Balance delay«. Ta funkcija omogoča, da v hitrejše 
poti vstavimo dodatne časovne zamike in tako uravnovesimo čas 
računanja paralelnih poti, kot je to prikazano na zgornjem primeru. Ta 
funkcija zagotovi pravilno delovanje modela na račun povečanja 
latence. 
▪ Zavihek »Pipelining«, kjer izberemo naslednje parametre: 
▪ »Clock rate pipelining« – Ker se model na FPGA osvežuje z veliko 
večjo frekvenco kot Simulinkov model, lahko izničimo časovne 
zamike, ki so nastali ob generaciji kode tako, da se počasna pot na 
FPGA izvede večkrat v enem vzorčnem času Simulinkovega modela. 
Ta funkcija doda v model dodatne »repeat« in »data rate bloke«. 
86 6  Prenos modela na FPGA logiko 
 
▪ »Allow clock rate pipelining of DUT output ports”: Ta funkcija 
omogoča, da izhode iz FPGA vzorčimo z vzorčnim časom FPGA. 
»HDL coder« generira sporočilo, ki nam pove, po koliko ciklih so 
podatki pripravljeni za izhod iz FPGA. Npr: “Phase of output 
port portname: 31 clock cycles” pomeni, da so izhodni podatki 
pravilni po 31 ciklih FPGA ure. 
▪ »Adaptive pipelining«: ta parameter še dodatno optimizira »clock rate 
pipelining« parameter, tako da uporabi manj dodatnih blokov za 
generacijo kode. 
 
Slika 6.7:  Nastavitve koraka 3.1.3 v čarovniku za generacijo strojne kode 
▪ Zavihek »resource sharing« – V FPGA imamo končno veliko logičnih 
blokov (imenujemo jih tudi DSP rezine), zato moramo generirano kodo 
optimizirati tako, da jih porabimo čim manj. Ta nastavitev nam omogoča, da 
zmanjšamo porabo logičnih blokov FPGA tako, da več poti izmenično 
uporablja en blok (npr. blok množenje). To nam zmanjša porabo DSP rezin, 
vendar poveča latenco, saj se morajo podatki izmenjevati. Pri našem modelu 
bomo v skupno rabo dali bloke za množenje, zato izberemo parameter 
»multipliers«. 
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• Generacija strojno opisne kode VHDL 
Ko imamo vse optimizacijske nastavitve nastavljene, lahko poženemo korak 3.2, 
ki iz modela generira strojno kodo VHDL. Po končanem procesu nam čarovnik izpiše 
poročilo o tem ali je bila generacija kode uspešna ter datoteke, ki jih je Simulink 
ustvaril, kar prikazuje slika 6.8. Kodo Simulink shrani v mapo, ki smo jo definirali na 
začetku čarovnika, za vsak podsistem posebej.  
 
Slika 6.8:  Uspešno generirana strojna koda v koraku 3.2 
Primer kode za Clarkino transformacijo: 
-- ------------------------------------------------------------- 
-- File Name: 
hdl_prj\hdlsrc\Nelinearni_model_PU_no_speed_fp_16bit\Clarke.vhd 
-- Created: 2020-08-16 13:29:36 
-- Generated by MATLAB 9.7 and HDL Coder 3.15 
-- ------------------------------------------------------------- 
-- ------------------------------------------------------------- 
-- Module: Clarke 
-- Source Path: 
Nelinearni_model_PU_no_speed_fp_16bit/Power_unit/abc - dq/Clarke 






ENTITY Clarke IS 
PORT(I_a:   IN    std_logic_vector(15 DOWNTO 0);     -- sfix16_En14 
     I_b:   IN    std_logic_vector(15 DOWNTO 0);     -- sfix16_En14 
     I_c:   IN    std_logic_vector(15 DOWNTO 0);     -- sfix16_En14 
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     i_alpha:  OUT   std_logic_vector(15 DOWNTO 0);  -- sfix16_En14 
     i_beta:   OUT   std_logic_vector(15 DOWNTO 0)   -- sfix16_En14 
); 
END Clarke; 
ARCHITECTURE rtl OF Clarke IS 
 
  -- Signals 
SIGNAL I_a_signed            : signed(15 DOWNTO 0);  -- sfix16_En14 
SIGNAL Gain4_mul_temp        : signed(31 DOWNTO 0);  -- sfix32_En29 
SIGNAL Ia                    : signed(15 DOWNTO 0);  -- sfix16_En14 
SIGNAL I_b_signed            : signed(15 DOWNTO 0);  -- sfix16_En14 
SIGNAL Gain_mul_temp         : signed(31 DOWNTO 0);  -- sfix32_En30 
SIGNAL Gain_out1             : signed(15 DOWNTO 0);  -- sfix16_En14 
SIGNAL Add_stage2_sub_cast   : signed(17 DOWNTO 0);  -- sfix18_En14 
SIGNAL Add_stage2_sub_cast_1 : signed(17 DOWNTO 0);  -- sfix18_En14 
SIGNAL Add_op_stage2         : signed(17 DOWNTO 0);  -- sfix18_En14 
SIGNAL I_c_signed            : signed(15 DOWNTO 0);  -- sfix16_En14 
SIGNAL Gain1_mul_temp        : signed(31 DOWNTO 0);  -- sfix32_En30 
SIGNAL Gain1_out1            : signed(15 DOWNTO 0);  -- sfix16_En14 
SIGNAL Add_stage3_sub_cast   : signed(17 DOWNTO 0);  -- sfix18_En14 
SIGNAL Add_stage3_sub_temp   : signed(17 DOWNTO 0);  -- sfix18_En14 
SIGNAL Ia_1                  : signed(15 DOWNTO 0);  -- sfix16_En14 
SIGNAL Gain2_mul_temp        : signed(31 DOWNTO 0);  -- sfix32_En29 
SIGNAL Gain2_out1            : signed(15 DOWNTO 0);  -- sfix16_En14 
SIGNAL Gain3_mul_temp        : signed(31 DOWNTO 0);  -- sfix32_En29 
SIGNAL Gain3_out1            : signed(15 DOWNTO 0);  -- sfix16_En14 
SIGNAL Ib                    : signed(15 DOWNTO 0);  -- sfix16_En14 
 
BEGIN 
  I_a_signed <= signed(I_a); 
  Gain4_mul_temp <= to_signed(16#5555#, 16) * I_a_signed; 
  Ia <= Gain4_mul_temp(30 DOWNTO 15); 
  I_b_signed <= signed(I_b); 
  Gain_mul_temp <= to_signed(16#5555#, 16) * I_b_signed; 
  Gain_out1 <= Gain_mul_temp(31 DOWNTO 16); 
  Add_stage2_sub_cast <= resize(Ia, 18); 
  Add_stage2_sub_cast_1 <= resize(Gain_out1, 18); 
  Add_op_stage2 <= Add_stage2_sub_cast - Add_stage2_sub_cast_1; 
  I_c_signed <= signed(I_c); 
  Gain1_mul_temp <= to_signed(16#5555#, 16) * I_c_signed; 
  Gain1_out1 <= Gain1_mul_temp(31 DOWNTO 16); 
  Add_stage3_sub_cast <= resize(Gain1_out1, 18); 
  Add_stage3_sub_temp <= Add_op_stage2 - Add_stage3_sub_cast; 
  Ia_1 <= Add_stage3_sub_temp(15 DOWNTO 0); 
  i_alpha <= std_logic_vector(Ia_1); 
  Gain2_mul_temp <= to_signed(16#49E7#, 16) * I_b_signed; 
  Gain2_out1 <= Gain2_mul_temp(30 DOWNTO 15); 
  Gain3_mul_temp <= to_signed(16#49E7#, 16) * I_c_signed; 
  Gain3_out1 <= Gain3_mul_temp(30 DOWNTO 15); 
  Ib <= Gain2_out1 - Gain3_out1; 
  i_beta <= std_logic_vector(Ib) 
END rtl; 
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• Sinteza strojne kode 
Po uspešni izvedbi generacije kode lahko izvedemo korak 4 – Sinteza strojne 
kode. Najprej izvedemo korak 4.1, pri katerem lahko v model dodatno dodamo še dele 
ročno napisane kode. Ker pri našem primeru to ni potrebno, lahko izvedemo korak 4.2, 
ki izvede sintezo kode.  
»HDL advisor« v komandnem oknu (CMD) požene sintezno orodje Vivado, v 
katerem se izvede sinteza generirane kode – generacija “netlist-a”, ter pretvorba v 
nastavitveno datoteko za konfiguracijo FPGA. Po koncu sinteze se izpiše ali je bila 
sinteza uspešna, v nasprotnem primeru pa koliko časa traja časovni zamik najdaljše 
poti ter porabo DSP rezin. Če sinteza ni uspešna, moramo spremeniti nastavitve 
optimizacije kode, ali poenostaviti model (npr. uporabimo najprej Linearni model 
motorja). Za naš model je pri opisanih nastavitvah sinteza uspešna.  
Po uspešni izvedbi koraka 4.2 nam »HDL coder« generira testni model za 
primerjavo Simulinkovega modela z modelom, ki teče na ZedBoardu. Tako lahko 
preverimo, če je bila pretvorba kode uspešna. Ta vsebuje model FOC krmilnika iz 
prejšnjega poglavja, model močnostne enote z dodanimi časovnimi zamiki ter 
ponovitvami (model pred generacijo kode), paralelno vezan blok z vhodi in izhodi 
FPGA, ki predstavlja FIL proces ter bloke za primerjavo obeh modelov. Z dvojnim 
klikom na FIL blok, ob priklopljenem ZedBoardu (z JTAG kablom) kliknemo »load«, 
tako se koda naloži na FPGA.   
 
Slika 6.9:  Model z dodanim FIL blokom ter primerjalnimi bloki 
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• Testiranje generirane kode 
V testnem modelu lahko preverimo razliko v delovanju Simulinkovega modela 
ter modela, ki je naložen na FPGA. Problem pri preverjanju je velika frekvenca 
delovanja - vzorčno frekvenco Simulinka moramo nastaviti na frekvenco, ki smo jo 
izbrali za izvajanje na FPGA (10 MHz), zato je simulacija počasna. Slike 6.10, 6.11 in 
6.12 prikazujejo primerjavo odzivov izhodnih parametrov modela motorja, ki ga 
poganja Simulink ter modela na FPGA pri pospeševanju od 0 min-1 do 8000 min-1. 
Poleg odzivov smo sestavili še model za primerjavo med modelom, ki nam ob 
odstopanju signalov vrne logično ena, pri enakih signalih pa je na logični 0. Iz potekov 
vidimo, da razlike med optimiziranim modelom in modelom na FPGA ni, tako je bila 
generacija kode uspešna. 
 
Slika 6.10:  Primerjava tokov FIL in Simulink modela 
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Slika 6.11:  Primerjava potekov vrtilne hitrosti FIL in Simulink modela 
 
Slika 6.12:  Primerjava navora FIL in Simulink modela 
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6.6.2  Pretvorba modela v IP jedro 
IP jedro je kratica za »intelectual property« core, ki predstavlja enotno logično 
enoto v FPGA, to pomeni da bomo s to nastavitvijo napisali program, ki ga lahko 
poganjamo na FPGA samostojno brez pomoči Simulinka [29]. 
V principu je postopek generacije IP jedra iz Simulink modela skoraj identičen 
procesu generacije testne kode, z nekaj dodatnimi koraki v čarovniku za generacijo 
kode. 
• Definicija FPGA plošče, frekvence izvajanja ter vhodno izhodnih priključkov 
Enako kot smo to naredili pri FIL procesu, najprej izberemo kakšno vrsto kode 
želimo generirati. Tokrat izberemo “IP core generation”, ostali parametri pa so enaki 
kot pri FIL pristopu. Ko poženemo korak 1.1, vidimo da se pod sekcijo 1. pojavita dva 
dodatna koraka, ki pri FIL pristopu nista bila prisotna in sicer korak za preverjanje 
kompatibilnosti verzije Vivada ter Matlaba, ter korak za definiranje fizičnih vhodov 
ter izhodov. Ker lahko model v obliki IP jedra poteka samostojno na plošči ZedBoard 
brez pomoči Simulinka, lahko vhodne ali izhodne podatke pridobimo iz drugih naprav 
prek fizičnih konektorjev, ki so nam na voljo na ZedBoardu. 
Za namene magistrske naloge bomo signale v Zedboard pošiljali in sprejemali 
izključno iz Simulinka, saj bi za sprejemanje signalov iz fizičnih konektorjev bilo 
potrebno dodati pretvornike med digitalnimi in analognimi signali z njihovimi 
vmesniki. To bi projekt dodatno otežilo, saj Simulink (še) ni optimalna platforma za 
pisanje sekvenčnih algoritmov za platforme, ki niso v celoti podprte. To pomeni, da bi 
za implementacijo vmesnika pretvornikov bil potreben nekonvencionalni pristop 
pisanja kode v Simulinku. 
Vhode in izhode tako v »HDL coderju« nastavimo na »AXI4-lite«, kot prikazuje 
slika 6.13, kar pomeni, da bomo podatke pošiljali po »ethernet« kablu v procesorsko 
enoto ZedBoarda, ta pa jih bo nato posredovala FPGA, kot prikazuje shema 6.14. 
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Slika 6.13:  Naslavljanje vhodnih in izhodnih signalov na AXI4-lite 
 
Slika 6.14:  Shema pretoka podatkov iz Simulinka do FPGA 
• Generacija IP jedra in nalaganje na FPGA 
Pregled modela ter parametri optimizacije pri generaciji strojne kode so enaki 
kot pri FIL procesu, vse do 4. koraka v čarovniku za generacijo kode. 
Podobno kot pri FIL procesu nam Simulink generira nov model, pri katerem 
tokrat zamenja blok močnostne enote z blokom, v katerem so vhodni in izhodni bloki 
za ZedBoard. Model prikazuje slika 6.15. 
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Slika 6.15:  Model za simuliranje IP jedra v Simulinku 
Po končanem nalaganju lahko poženemo simulacijo IP jedra na ZedBoardu, 
vendar nam tokrat simulacija ne poda pravilnih rezultatov, saj Simulink in ZedBorard 
nista sinhronizirana, zato FOC regulacija v Simulinku ne more delovati pravilno. 
Rezultat tega je nekontrolirano delovanje FOC regulatorja ter izhodnih količin 
motorja. 
Poleg tega pa Simulinkov blok za zajem signalov (»scope«) ni optimiziran za 
prikazovanje signala v realnem času, zato se v signalih pojavljajo vrzeli. Za preverjanje 
delovanja samostojne kode moramo zato uporabiti druge metode prikazovanja 
signalov (npr. osciloskop). Zato smo iz ZedBoarda poizkusili na fizični izhod peljati 
vhodne krmilne PWM napetosti, ki so digitalne, zato ne potrebujejo DA pretvorbe. Le 
te smo nato pomerili z osciloskopom ter jih primerjali s Simulink signalom, kar 
prikazuje slika 6.16. Vidimo, da je zajem signala v Simulinku nepravilen, saj se pri 
poteku signal prekinja, na osciloskopu pa signal prekinitev nima. Tako lahko le 
sklepamo, da IP jedro na FPGA deluje pravilno, saj je rezultat na osciloskopu 
pričakovan, poleg tega pa se generacija kode ne razlikuje veliko od FIL procesa, pri 
katerem je model deloval brezhibno.  
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Slika 6.16:  Primerjava zajema signalov v Simulinku (zelen signal) z zajemom signala iz osciloskopa 
(oranžen) 
6.7  Shematska ponazoritev generiranja strojne kode 
Za boljšo predstavo o poteku generiranja kode in njenega testiranja bomo v 
tem poglavju njen proces predstavili shematsko. Shemo poteka generacije kode 
prikazuje slika 6.17. Zgornji kvadrat na shemi predstavlja optimiziran Simulink model 
iz prejšnjega poglavja, ki se osvežuje s frekvenco fs = 1 MHz. Prvi korak je generacija 
strojne kode iz modela močnostne stopnje, kar je prikazano s sivo barvo. Ko je koda 
generirana, jo na računalniku lahko preverjamo z drugimi programi (npr. Vivado), 
lahko pa jo testiramo na Zedboardu in sicer kot FIL proces.  
FIL proces za delovanje potrebuje Simulink. Ta ZedBoardu pošilja 
sinhronizacijski signal, ki pove kdaj je Simulink pripravljen na nove podatke. Model  
se na FPGA osvežuje s frekvenco 100 MHz, vendar ko so podatki pripravljeni, čaka 
na sinhronizacijski signal Simulinka (1 MHz), da jih pošlje nazaj. Tako lahko 
generirano kodo testiramo direktno iz Simulinka. Slika 6.18 prikazuje delovno mesto 
ob izvajanju FIL testiranja. 
Končno verzijo kode lahko generiramo s pomočjo generacije IP jedra. Ta 
proces omogoča Zedboardu, da le-ta procesira podatke kolikor hitro zmore, ter jih 
pošilja na izhod. Ker podatki Simulinka in ZedBoarda niso sinhronizirani kot pri FOC 
modelu, kode v tem primeru ne moremo testirati s Simulinkom. Na shemi vidimo, da 
lahko pri generaciji IP jedra za izvajanje regulacije uporabimo realen krmilnik sistema, 
ki ga moramo povezati preko DA in AD pretvornikov, Simulink pa je uporabljen le za 
spremljanje signalov.  
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Slika 6.17:  Shema poteka generacije kode 
 
Slika 6.18:  Slika delovnega mesta ob FIL procesu 
 
97 
7  Zaključek 
V magistrski nalogi smo prikazali koncept izdelave simulatorja za HIL testiranje 
krmilnika, ki izvaja hitrostno in navorno FOC regulacijo. Simulator smo izdelali s 
simulacijskim modelom IPM motorja z upoštevanjem nelinearnih parametrov 
pridobljenih s FEM analizo. Le-ta je moral biti optimiziran za generacijo strojne kode 
ter posledično za programiranje FPGA. V začetni fazi smo z analizo realnega pogona 
podjetja Mahle d.o.o, definirali matematične modele naprav. Te smo nato 
implementirali v programsko okolje Simulink, kjer smo tudi simulirali njihove odzive. 
Model smo nato z optimizacijskimi postopki kot so normiranje modela, diskretizacija 
časa ter pretvorba spremenljivk v format s fiksno vejico spremenili v kompatibilno 
obliko za generacijo strojne kode. Simulacija optimiziranega modela je pokazala, da 
je razlika s prvotnim zveznim modelom dopustna. Po uspešni optimizaciji smo 
definirali pojme kot so strojna koda, sinteza kode ter model s pomočjo Simulinka 
pretvorili v strojno kodo.  
Generacijo kode smo izvršili v dveh oblikah. Najprej smo generirali testno kodo 
za preverjanje pravilnosti kode s sinhronizmom računalnika z FPGA. Simulacija le-te 
je pokazala, da ima koda, ki teče na FPGA, enake odzive kot optimiziran model, kar 
pomeni, da je bila generacija kode uspešna.  
Druga oblika generirane kode je samostojna koda za delovanje na FPGA. Za 
preverjanje delovanja slednje smo uporabili osciloskop, s katerim smo primerjali enak 
signal prikazan v Simulinku. Ugotovili smo, da Simulink ni primeren za operacije v 
realnem času, zato bi bilo potrebno uporabiti druge oblike prikaza izhodnih signalov. 
Iz zajetih slik osciloskopa lahko sklepamo, da simulacija na FPGA deluje pravilno, 
problem pa se pojavlja v sinhronizaciji s Simulinkom, saj FPGA deluje z veliko višjo 
frekvenco osveževanja. Zato bi za končno preverjanje delovanja kode potrebovali 
realno logično enoto, ki jo poganja mikrokrmilnik. 
Zajeta tematika magistrske naloge nam omogoča veliko opcij za nadaljnje 
raziskave in izboljšave. Te bi lahko izvedli že pri izdelavi začetnega modela, z 
natančnejšimi parametri FOC regulatorja za zmanjšano nihanje navora in tokov, ter 
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dodelavo slabljenja polja. Dodelati bi bilo potrebno tudi izračun vrtilne hitrosti iz 
resolverja, saj trenutna rešitev ni dovolj dobra za uporabo v modelu. Pri optimizaciji 
bi bilo potrebno ustvariti natančnejša modela napetostnega pretvornika ter baterije, ki 
sta kompatibilna za generacijo kode ter upoštevata realne parametre izgub. 
V nadaljevanju bi bilo za doseganje željenih prvotnih ciljev - uporabo 
predstavljenega modela za HIL testiranje potrebno še veliko dodatnega dela. Na  
ZedBoard bi bilo potrebno dodati pretvornike med digitalnimi in analognimi signali 
ter njihove vmesnike. Sestaviti bi bilo potrebno ojačevalno vezje, ki bi priredilo 
izhodne signale vhodnim signalom krmilnika. Natančno bi morali preučiti dodatne 
signale, ki jih za delovanje potrebuje krmilnik (meritve temperature, razni varnostni 
signali...), ki bi jih morali dodatno simulirati, bodisi z ZedBoardom ali s kakšnim 
drugim krmilnikom.  Prav tako pa bi za testiranje realne naprave morali pri simulaciji 
definirati in avtomatizirati testne primere, s katerimi bi preverili delovanje realne 
naprave. 
Programsko okolje Simulink se je izkazalo za izjemno učinkovito orodje za 
generiranje kode iz modelov ter povezavo s FPGA ploščo. V prihodnosti lahko 
pričakujemo tudi podporo za spremljanje signalov v realnem času ter programiranje 
komunikacijskih protokolov za povezovanje zunanjih naprav s FPGA (DA 
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