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Sažetak: 
     Naglim razvojem internetskih tehnologija i svakodnevnom potrebom za njihovim 
korištenjem, razvijeni su različiti protokoli za razmjenu podataka između web servisa i 
računala. Jedan od takvih protokola je RESTful protokol, kao i SOA arhitektura. 
 Servisno orijentirana arhitektura (engl. Service Oriented Architecture) predstavlja 
moderan i fleksibilan koncept informacijskih sustava. Osnovna zadaća informacijskih 
sustava utemeljenih na SOA arhitekturi je proširivost i fleksibilnost. RESTful (engl. 
Representational State Transfer) je tip programske arhitekture za izgradnju 
raspodijeljenih sustava koji se koriste za različite tehnologije. 
 CRUD (engl. Create, Read, Update, Delete) je servisna klasa zaslužna za pristup 
podatcima u bazi podataka, s udaljenih uređaja. 
U ovom završnom radu objašnjen je način spajanja Android aplikacije na poslužitelj 
na koji je postavljen jedan od tih protokola. To je implementacija RESTful protokola na 
poslužitelj. Android aplikacija je namijenjena prikazivanju novinskih članaka. 
Aplikacija nudi, uz slanje i pregled članaka, registraciju i prijavu korisnika koji imaju 
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Abstract: 
     To allow information and data exchange between computers tehnologies various 
protocols have been developed. Such protocols are RESTful and SOA protocols. Service 
Oriented Architecture is a modern and flexible concept of information systems. The 
basic task of SOA-based information systems is expandability and flexibility. RESTful 
(Representational State Transfer) is a type of software architecture for building 
distributed systems (using a variety of technologies).The primary purpose of RESTful 
is to manipulate web resources by means of a set of interoperable operations and access 
to data from remote devices. RESTful implementation is impossible without the CRUD 
service class. The CRUD (Create, Read, Update, Delete) service class is responsible 
for accessing data from remote devices. The RESTful protocol for data transmission 
uses XML and JSON data formats. This paper explains how to connect an Android 
application to a server that has one of the protocols installed. The Android application 
sends certain information (Newspaper articles) to the web server (articles review).The 
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1. Uvod 
     RESTful protokol je postupak manipulacije(upravljanja) web resursima pomoću 
skupa međusobno neovisnih operacija. Za implementaciju RESTful protokola potrebno 
je razviti CRUD servisnu klasu. U današnje vrijeme sve je češća uporaba RESTful 
protokola u mobilnim aplikacijama zbog lakšeg pristupa podatcima s udaljenih uređaja. 
U završnom radu objašnjena su osnovna svojstva RESTful i SOA protokola, njihove 
prednosti te načini izmjenjivanja podataka. Prikazan je  princip rada RESTful protokola 
na primjeru Android aplikacije za prikaz novinskih članaka. Aplikacija koristi web 
poslužitelj na kojem je postavljen RESTful protokol. Servis je razvijen u programskom 
alatu Eclipse IDE. U ovom završnom radu prikazana je struktura Android aplikacije i 
povezanost aplikacijskih aktivnosti. Mobilna aplikacija je razvijena u programskom 
alatu Android Studio, dok je baza podataka izrađena u MySQL Workbench 5.2 CE 
alatu. Android aplikacija namijenjena je za pregled i objavljivanje novinskih članaka. 
Tijekom implementacije RESTful protokola i razvoja aplikacije provođena su različita 
testiranja i mjerenja. Testirale su se metode za slanje i dohvat JSON podataka. Uz 
testiranje ispravnosti, mjereno je vrijeme odziva aplikacije. Mjerenje se vršilo za svaku 
od CRUD metoda.  
2. Cilj i doprinos završnog rada 
Cilj završnog rada je izrada Android aplikacije koja je temeljena na RESTful protokolu. 
Uz razvoj aplikacije, izrađen je RESTful servis i prikazane su karakteristike SOA i 
RESTful protokola te istaknute njihove prednosti. 
Izradom RESTful servisa i Android aplikacije, stečeno je znanje o principima rada 
obaju protokola. Usvojen je način implementiranja RESTful protokola na poslužitelj u 
programskom jeziku Java te načini povezivanja Android i web aplikacije. 
Znanje stečeno tijekom izrade završnog rada iznimno je korisno i aktualno, s obzirom 
da se RESTful protokol sve češće koristi u mobilnim aplikacijama za slanje podataka 
na web poslužitelj. 
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3. RESTful protokol 
RESTful protokol pripada skupini protokola za razmjenu podataka. Najčešće se koristi 
u sustavima i mobilnim aplikacijama koji koriste udaljeni pristup bazama podataka. Za 
implementaciju RESTful protokola koristi se struktura koja se sastoji od tri odvojene 
klase: 
▪ Servis (engl. Controller)  -  klasa koja kontrolira transfer podataka i poziv neke 
od CRUD metode 
▪ DAO (engl. Data Access Object)  -  u njemu su definirani načini pristupa bazi 
▪ Model (engl. Model) -  klasa koja je zadužena za prikaz podataka i slična je,  po 
svojoj organizaciji,  tablici u bazi podataka. 
REST arhitektura zahtijeva određena komunikacijska pravila. Ta se pravila  međusobno 
nadograđuju kako bi se omogućio što jednostavniji rast sustava (engl. scalability). 
Samim tim bi i naknadna proširenja sustava bila jednostavnija. Međusobno 
nadograđivanje pomaže kod povećanja brzine i omogućava veću pouzdanosti 
komunikacije. Pravila koja REST podrazumijeva su: klijentsko poslužiteljska 
komunikacija, komunikacija bez stanja (engl. stateless), privremena pohrana podataka 
u memoriju (engl. cache),  jedinstveno sučelje i slojevit sustav. Kod klijentsko 
poslužiteljske komunikacije pravilo je da se, s klijentske strane, označuje kraj 
komunikacijskog kanala. Taj kraj je zadužen za interakciju s korisnikom (primanje 
naredbi, prikaz podataka), dok je poslužitelj zadužen za označavanje kraja koji služi za 
upravljanje i raspoređivanje podataka. Komunikacija bez stanja označava da korisnik, 
kod svakog novog slanja zahtjeva na poslužitelj, mora poslati sve potrebne informacije 
za razumijevanje i obradu tog zahtjeva. Razlog tome je,  što kod komunikacije bez 
stanja, poslužitelj ne pamti nikakve podatke o klijentu. Pravilo privremenog 
pohranjivanja podataka služi za smanjivanje mrežnog prometa. Klijent određene resurse 
može privremeno pohraniti i kasnije ih upotrijebiti. Jedinstveno sučelje je karakteristika 
REST arhitekture koje omogućuje jednostavniju arhitekturu sustava. REST jedinstveno 
sučelje sadrži pravila (samo opisne poruke, manipulacija resursima, identifikacija 
resursa). Slojevit sustav označava mrežni sustav u kojem postoji više pojedinih resursa 
između krajnjeg korisnika  i poslužitelja. Upravo ti pojedini resursi nisu vidljivi 




Međimursko veleučilište u Čakovcu 
korisniku pa  korisnik ima dojam da izravno komunicira s poslužiteljem. Sustavi koji se 
pridržavaju i koji zadovoljavaju navedena pravila nazivaju se RESTful sustavi [1]. 
 
3.1. Formati podataka 
     Tipovi podataka koji se koriste kod RESTful protokola su XML i JSON. XML (engl. 
EXtensible Markup Language) je jezik za označavanje podataka, vrlo jednostavno 
čitljiv i ljudima i računalnim programima. Njegova struktura je vrlo jednostavna.  U 
sintaksi XML-a koriste se odgovarajuće oznake (tagovi) koje ga opisuju i imaju poznato 
ili lako shvatljivo značenje.  
JSON (engl. JavaScript Object Notation) format podataka stvoren je kao standard za 
razmjenu informacija i podataka. Datoteka koja sadrži podatke u JSON formatu ima 
ekstenziju .json. Meta oznaka MIME (engl. Multipurpose Internet Mail Extension) 
format) JSON formata je application/json. 
JSON format ima kraći zapis od XML-a, zbog toga što ne koristi oznake (tagove). Kraći 
kod pisanja  znači lakše pisanje i razumijevanje [2]. 
 
3.2. CRUD 
     RESTful protokol je protokol koji se odvija na web poslužitelju. Servis omogućuje 
pristup podatcima u bazi s udaljenog uređaja. Za takav pristup podatcima zaslužna je 
servisna klasa CRUD. Akronim CRUD nastao je od prvih slova operacija koje klasa 
koristi: Create, Read, Update, Delete. Te operacije predstavljaju četiri osnovne 
operacije za rad s podatcima iz baze podataka. CRUD se ponekad koristi za pojašnjenje 
korisničkog sučelja. To korisničko sučelje omogućava jednostavni pregled informacija, 
pretraživanje i mijenjanje informacija. Slika 1 prikazuje CRUD metode koje se šalju s 
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Slika 1. CRUD metode 
 
Izvor: http://www.programming-free.com/2013/07/crud-operations-using-servlet-and.html 
 Svako slovo u akronimu veže se uz standardnu SQL izjavu (engl, SQL statement), 
HTTP metodu ili DDS1 operaciju. Tablica 1 prikazuje usporedbu CRUD i HTTP 
metoda kad su one usmjerene prema bazi podataka. PUT I POST metode mogu stvarati 
resurse.  Ključna razlika je u tome što POST metoda ostavlja poslužitelju da odlučuje 
na koji URI će se stvoriti raspoloživi resurs,  dok PUT metoda sama odlučuje o tome.  
PUT metoda će zamijeniti sve resurse na koje je prethodno upućivao URI. Zbog toga 
se PUT metoda koristi i kod Update operacije [3]. 
















SELECT GET read/take 
Update 
(Modify) 
UPDATE PUT/POST/PATCH write 
Delete 
(Destroy) 
DELETE DELETE dispose 
 
                                                 
1 DDS (engl.Data Distribution Service) je usluga distribucije podataka za sustave koji se izvode u 
stvarnom vremenu. 
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Bez CRUD metoda softver se ne može smatrati potpunim. Budući da su te metode 
temeljne, često ih se dokumentira i opisuje pod naslovom “Održavanje kontakata” (engl, 
contact maintenance) [3]. 
 
3.3. Struktura RESTful protokola  
     Struktura i slanje podataka sastoji se od reprezentacije, poruka, izvora adresiranja 
(URI), unificiranog sučelja, veza između resursa, privremenog skladištenja podataka i 
sadržaja te neovisnosti poslanih zahtjeva.  
Usluge koje pruža REST arhitektura usmjerene su prema resursima. REST usluga 
usmjerena je i prema načinima pristupa tim resursima. Jedan resurs može sadržavati 
više podresursa. Prva stvar prilikom dizajniranja sistema je identifikacija resursa te 
njihova međusobna povezanost. Nakon što je resurs identificiran, traži se način 
reperezentacije tog identificiranog resursa. REST nema ograničenja za formate 
reprezentacije, već ovisi o zahtjevu. Može se koristiti XML ili JSON format. 
Protokol za komunikaciju između klijenta i korisnika koristi poruke (engl. Messages). 
Poslužitelj odgovara na zahtjev koji mu je klijent poslao. U komunikaciji za slanje 
zahtjeva i primanje odgovora koristi se standardan HTTP 1.1 format. 
REST arhitektura zahtjeva da svaki resurs ima identifikacijsku oznaku, niz znakova koji 
ga označavaju kao jedinstvenu cjelinu. Ta oznaka naziva se URI. 
Unificirano sučelje je poanta RESTful sustava. To unificirano sučelje predstavlja HTTP 
(eng HyperText Transfer Protocol). Standardne HTTP metode su GET, PUT, POST, 
DELETE, OPTIONS, HEAD, itd.. GET I HEAD metode su vrlo slične. Razlika je u 
tome što kod GET metode poslužitelj vraća cijeli resurs, dok se kod HEAD metode 
vraća samo zaglavlje. POST metoda služi za slanje podataka na poslužitelj gdje se 
podatci obrađuju. DELETE metoda služi za brisanje sadržaja kod određenog resursa 
[4]. 
Veze među resursima nalaze se u HTTP dokumentima. Što se tiče interakcije, REST ne 
podržava pohranu podataka i informacija ni za jednog klijenta. Svaki novi poslani 
zahtjev ne ovisi o prošlim zahtjevima, već ga REST usluga prepoznaje kao samostalnog. 
Umjesto da se rezultati generiraju ispočetka, koncept privremenog skladištenja pruža 
memoriranje i korištenje već generiranih rezultata. Privremeno skladištenje sadržaja se 
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primjenjuje na klijentu, poslužitelju ili na bilo kojoj drugoj komponenti koja se nalazi 
između njih (posrednik) te olakšava rad korisniku [5]. 
Na slici 2 je prikazana razmjena podataka između aplikacije i RESTful servisa koristeći 
HTTP metode. Radi se, konkretno, o Android aplikaciji.  HTTP  pruža jedinstveno 
sučelje i skup metoda. Najpoznatije metode su GET, PUT, POST, DELETE. Mobilna 
aplikacija šalje jednu od metoda na poslužitelj na kojem se nalazi protokol.  Operacija 
koja se  izvršila na poslužitelju, vidljiva je u bazi podataka. 




4. SOA arhitektura 
Servisno orijentirana arhitektura (engl, Service Oriented Architecture) predstavlja vrlo 
dobre rezultate softverske industrije. Cilj SOA arhitekture je stvaranje dobrih rezultata 
prema maksimalnoj fleksibilnosti i proširivosti.  
SOA arhitektura je, zapravo, skup više drugih usluga koje međusobno komuniciraju. 
Povezivanje usluga je nužno i korisno. U komunikaciji se podrazumijeva prosljeđivanje 
podatka ili usluge koje izvršavaju neku aktivnost [7]. 
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4.1. Osnovna svojstva i domena primjene 
     SOA arhitektura predstavljala moderan i fleksibilan koncept informacijskih sustava. 
Informacijski sustav sastavljen je od infrastrukture klijentskih i serverskih računala, 
aplikacija i operativnih sustava na računalima te baze podataka. 
Osnovna zadaća informacijskih sustava utemeljenih na SOA arhitekturi je proširivost i 
fleksibilnost. Fleksibilnost arhitekture je sposobnost prilagođavanja promjenama i 
novim okolnostima. Proširivost arhitekture služi za dodavanje novih elemenata bez 
bitnih promjena trenutnog sustava, tj. njegove arhitekture. Uvodeći modularnost, 
mogućnosti konfiguracije, robusnost i laku izmjenu poslovnih procesa, SOA osigurava 
duži vijek trajanja informacijskog sustava i jednostavnije održavanje [8]. 
Na dijagramu 2 prikazan je program koji se temelji na SOA arhitekturi. Program se 
sastoji od potrošača, uslužnog imenika i usluga. Potrošač u uslužnom imeniku pronalazi 
registriranu uslugu koja mu je potrebna te je poziva na korištenje [9]. 





                                Pronalazi                                            Registracija 
 
 
                                                                     poziva 
 
 
5. Android sustav 
     Android operacijski sustav stvoren je za mobilne uređaje. Razvijen je od tvrtke 
Google i Open Handset Alliance grupe. Andy Rubin, Rich Miner, Nick Sears i Chris 
White osnovali su Android Inc. u listopadu 2003. Želja im je bila razvijati programe za 
pametne mobilne uređaje koji bi uzimali u obzir korisničke postavke te njegovu lokaciju 
[10]. Nakon dvije godine, gotovo tajnog rada, tijekom kojeg je jedino bilo poznato da 
se radi o softveru za mobitele,  Google je odlučio kupiti Android Inc. za najmanje 50 
milijuna dolara. Time započinju spekulacije o ulasku Googlea na tržište pametnih 
Uslužni 
imenik 
Potrošač  Usluga 
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telefona. Osnivači i ključni programeri na tržište donose mobilnu platformu čiji je 
temelj Linux kernel. 
 
5.1. Struktura Android sustava 
     Glavna zamisao bila je da se platforma potpuno prilagođava zahtjevima korisnika. 
Android operacijski sustav efektivno i potpuno iskorištava sve resurse i mogućnosti 
koje mu pruža uređaj na kojemu je instaliran. Svaka je aplikacija u stanju koristiti sve 
osnovne funkcionalnosti uređaja (pozivi, poruke, kamera) zbog otvorenog dizajna. 
Programer aplikacija po potrebi može izmijeniti cijeli operacijski sustav. Osnova mu je 
Linux jezgra (engl. kernel). Android je modularan i prilagodljiv pa zato postoje 
slučajevi njegovog prenošenja na razne uređaje kao što su: čitači elektronskih 
knjiga, mobilni telefoni, prijenosnici i igrače konzole [11]. Platforma Android 
operacijskog sustav prilagođena je, također, za korištenje na mobitelima različitih 
veličina zaslona. Za spremanje i pohranu podataka koristi se SQLite relacijski DBMS 
koji je razvijen u programskom jeziku C. 
Na slici 3 prikazan je dijagram arhitekture Android operacijskog sustava. Android 
operacijski sustav sadrži različite softverske komponente koje su organizirane u stogu 
(engl. Stack). Različite komponente Android operacijskog sustav su: Linux kernel, 
knjižnice (engl. Libraries), vrijeme izvođenja (engl. Android Run time), aplikacijski 
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Slika 3. Arhitektura Android operacijskog sustava 
 
Izvor: http://www.c4learn.com/android/android-os-architecture/ 
5.2. Android Studio 
     Android Studio je službeno integrirano razvojno okruženje (IDE) za Googleov 
Android operacijski sustav [12]. Izgrađeno je na temelju IntelliJ IDEA softvera, tvrtke 
JetBrains i posebno je dizajnirano za razvijanje Android aplikacija [13]. Dostupno je za 
preuzimanje na Windows, MacOs i Linux operacijskim sustavima. Android Studio je 
zamjena za Eclipse razvojni alat. Eclipse je ranije bio primarno razvojno okruženje za 
razvoj Android aplikacija. Android Studio je objavljen 16. svibnja 2013. na Google I/O 
konferenciji. U početnoj fazi 2013. izdana je verzija 0.1. 
 Beta faza izdana je u lipnju 2014. godine kao verzija 0.8. Prva stabilna verzija 1.0 
izdana je u prosincu 2014., dok je trenutna stabilna verzija 2.3.3. objavljena u lipnju 
2017. [12]. 
5.3. Android aplikacije 
     Android aplikacija pišu se u programskom jeziku Java. Aplikacija se prevodi, a 
rezultat toga je paket s ekstenzijom „apk“. Android paket sadrži sve datoteke i podatke 
potrebne za rad aplikacije te se aplikacija u takvom obliku može instalirati na uređaje. 
Aplikacije rade u vlastitom Linux procesu. On pokreće Android kada se treba izvršiti 
bilo koji dio koda aplikacije te ga gasi kada više nije potreban. Pošto svaka aplikacija 
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ima vlastiti virtualni stroj i Linux identifikator, ne ovise jedna o drugoj. Podatke iz 
aplikacije vidi jedino aplikacija i korisnik koji je trenutno koristi(opće postavke). 
Postoji mogućnost da dvije aplikacije dijele identifikator te tako mogu vidjeti i podatke 
druge aplikacije. Tada se definira da aplikacije rade u istom procesu radi uštede resursa 
sustava. Ukoliko se definiraju takva dopuštenja, Android aplikacije mogu koristiti 
elemente druge aplikacije. Time se smanjuje pisanje istih dijelova u različitim 
aplikacijama jer postoji mogućnost pokretanja samo tih dijelova aplikacije koji su 
potrebni drugoj. Kod Android aplikacija ne postoji main() metoda. Svaka aplikacija je 
realizirana od osnovnih komponenti pa ih zbog toga sustav može instancirati i pokrenuti 
po potrebi (Activity, Service, BroadcastReceiver, ContentProvider). Aplikacija sadrži 
više aktivnosti koje su međusobno povezane. Te aktivnosti se nalaze u Java folderu. 
Jedna aktivnost predstavlja jedan zaslon mobilne aplikacije. Aktivnost se sastoji od 
XML datoteke koja definira raspored elemenata i Java koda [14]. 
 
6. Struktura projekta 
     Na dijagramu 3 prikazano je povezivanje Android aplikacije s RESTful protokolom 
na poslužitelju. Aplikacija šalje određene informacije na web poslužitelj. Android 
aplikacija će omogućavati online slanje kratkih novinarskih članka (test, podatci, slika) 
na web poslužitelj pomoću RESTful protokola. Aplikacija, osim slanja informacija, 
omogućava i pregled već ranije poslanih članaka korisnika, prema određenom filteru 
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Na dijagramu 4 prikazane su faze izrade završnog rada. Prvo su realizirane tablice u 
bazi podataka. Za razvoj baze podataka koristio se alat MySQL Workbench. Za razvoj 
RESTful servisa i testnih klasa, koristio se Eclipse IDE, dok je za poslužitelj, na koji je 
postavljen RESTful servis, korišten Apache Tomcat 8.  Android Studio koristio se za 
izradu aplikacije koja se izvodi na Android uređajima. 
 





















RESTful servisa na 
poslužitelj 
pregled već ranije poslanih 


















Međimursko veleučilište u Čakovcu 
 
6.1. Struktura web servisa 
     Kod strukture web servisa prikazana je implementacija RESTful protokola na 
poslužitelju. Za razvoj servisa korišten je programski alat Eclipse IDE. U projekt je 
dodana Jersey Framework knjižnica. Ona služi za razvoj RESTful web usluga u Java 
programskom jeziku. Otvorenog je koda (engl. Open source) i pruža veliku 
produkcijsku kvalitetu. Jersey pruža podršku za JAX-RS API I služi kao JAX-RS [15].  
Kod izrade RESTful servisa, prvo je potrebno deklarirati model. Kod 1 prikazuje klasu 
za zapisivanje podataka o novinskim člancima. Klasa je jednaka tablicama u bazi 
podataka. U objekte te klase zapisuju se vrijednosti, a pomoću GET i SET metoda se 
manipulira s podatcima.  
Kod 1. Klasa Clanci 
@XmlRootElement 
publicclass Clanci { 
privateintidclanci; 
private String tekstClanka; 
private String  naslovClanka; 
private String podnaslovClanka; 
private String putanjaSlike; 
private String datumObjave; 
 
public Clanci(intidclanci, String tekstClanka, String 
naslovClanka, String podnaslovClanka, String 
putanjaSlike,String datumObjave) { 
 super(); 
 this.idclanci = idclanci; 
 this.tekstClanka = tekstClanka; 
 this.naslovClanka = naslovClanka; 
 this.podnaslovClanka = podnaslovClanka; 
 this.putanjaSlike = putanjaSlike; 
 this.datumObjave = datumObjave; 
} 
publicint getIdclanci() { 
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 returnidclanci; 
} 
publicvoid setIdclanci(intidclanci) { 
 this.idclanci = idclanci; 
} 
PortalDao klasa je klasa zadužena za pristup podatcima u bazi podataka. Sastoji se od 
metoda za dohvat, stvaranje, brisanje i uređivanje članaka. U računalom softveru, objekt 
za pristup podatcima pruža apstraktno sučelje za neke vrste baze podataka. Mapiranjem 
aplikacijskih poziva prema sloju upornosti (engl. Persistence layer), u Dao klasi su 
implementirane metode za siguran pristup resursima i podatcima bez nepotrebnog 
izlaganja detalja baze podataka. 
Kod 2. DAO klasa 
publicclass PortalDao { 
//dohvatclanaka 
public ArrayList<Clanci> DohvatiClanke() throws Exception { 
ArrayList<Clanci>clanci = new ArrayList<Clanci>()Connection 
c = null; 
try { 
 
// spajanje na bazu  
c = (Connection) ConnectionHelper.Get_Connection(); 
PreparedStatement ps = c.prepareStatement("SELECT * FROM 
restful_baza.clanci"); 
ResultSet rs = ps.executeQuery(); 
 
while (rs.next()) { 
//stvaranje novog objekta tipa Clanci 














} catch (Exception e) { 




public Clanci create(Clanci clanci){ 
Connection c = null; 
PreparedStatement ps = null;try{ 
c = (Connection) ConnectionHelper.Get_Connection(); 
ps = c.prepareStatement("INSERT INTO restful_baza.clanci 
(tekstClanka, naslovClanka, podnaslovClanka, putanjaSlike, 












catch(Exception e) { 
e.printStackTrace(); 





Connection c = null;try{ 
c = (Connection) ConnectionHelper.Get_Connection(); 
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PreparedStatement ps = c.prepareStatement("DELETE FROM 
clanci WHERE idclanci=?"); 
ps.setInt(1, id); 
intcount = ps.executeUpdate(); 
returncount == 1;} 
catch (Exception e) { 
e.printStackTrace(); 
thrownew RuntimeException(e);} finally { 
ConnectionHelper.close(c);}} 
     Za spajanje na bazu podataka stvorena je posebna klasa ConnectionHelper. U toj 
klasi se nalazi informacija o konekciji na bazu podataka. Za pristup podatcima, u svakoj 
metodi u DAO klasi, koristi se ConnectionHelper klasa. Kod metode za dohvaćanje 
novinskih članaka, DAO dohvaća podatke i formira ArrayListu. Nakon ArrayListe, 
postavlja se PreparedStatement objekt. PreparedStatement objekt predstavlja SQL 
izjavu prije prevođenja. SQL izjava je unaprijed sastavljena i pohranjena u objektu 
PreparedStatment. Taj objekt može uspješno izvršavati SQL izjavu (SELECT, 
INSERT, DELETE, UPDATE) u više navrata. Zatim je potrebno postaviti ResultSet 
objekt koji se bavi održavanjem pokazivača koji upućuje na trenutni redak na kojem se 
nalazi te se nad tim retkom izvršava operacija. Na kraju se postavlja iznimka u slučaju 
pogreške te se zatvara konekcija (poveznica) s bazom podataka. 
Sljedeći element kod implementacije RESTful protokola je PortalController klasa. U 
toj klasi su definirane putanje (naziv web stranice) za pristup metodama. Preko tih 
putanja se pristupa određenoj metodi u PortalDao klasi. Preko putanje PopisClanaka  se 
dobiva popis svih podataka iz baze u XML formatu, dok se preko putanje 
PopisClanaka2 dobiva ispis podataka u JSON formatu. Za dohvat podataka u JSON 
formatu koristi se Gson knjižnica (engl. Library).  Gson (poznat kao i Google Gson) je 
Java knjižnica otvorenog koda (engl. Open source) koja služi za serijalizaciju i 
deserijalizaciju Java objekata prema JSON objektu. 
Kod 3. PortalController.java 
@Path("/Novine") 
publicclass PortalController { 
PortalDao portaldao=new PortalDao(); 

















public String feed() 
{ 
 String results  = null; 
 try 
 { 
  ArrayList<Clanci>podaci = null; 
  podaci=portaldao.DohvatiClanke(); 
  Gson gson = new Gson(); 
  System.out.println(gson.toJson(podaci)); 
  results = gson.toJson(podaci); 
  System.out.println(results); 
 
 } catch (Exception e) 
 { 
  System.out.println("error"); 
 } 
 returnresults;} 
Putanja DodajClanak služi za pristup metodi za stvaranje (CREATE) novinskih članaka 
i zapisivanje tih članaka u bazu podataka. 
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public Clanci create(Clanci clanci){ 
 returnportaldao.create(clanci);} 
U RESTful protokolu za brisanje podataka definirana je putanja „brisanjeClanaka“. Toj 
putanji za brisanje dodaje se ID  članka koji se želi izbrisati. Na primjer,  putanja za 
brisanje članka izgleda „…/brisanjeClanka/59“.  





publicvoid brisanje(@PathParam("idclanci") intid){ 




6.2. Struktura baze podataka 
     Baza podataka je preduvjet za izradu servisa. Za razvoj baze podataka korišten je 
program MySQL Workbench 5.2. CE. Baza podataka sastoji se od tri tablice:  clanci, 
korisnik i komentari.  
Na dijagramu 5 prikazana je struktura baze podataka i relacijska povezanost tablica. 
Tablice korisnici i komentari povezane su preko imena korisnika, dok je tablica 
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Dijagram 5. Strukturna povezanost baze podataka 
 
Tablica članci 
PK Idclanci (int) 













Prikaz  tablice članci: 
Na slici 4 je prikazana struktura tablice „clanci“. Tablica „clanci“ služi za spremanje 
podataka o novinskim člancima. Primarni ključ tablice je idclanci. Naslov članka 
zapisivati će se u naslovClanka, podnaslov članka u podnaslovClanka, a tekst članka u 
tekstClanka. U člancima će biti i prikaz slika. Na poslužitelju se nalazi mapa u koju se 
spremaju slike, a njihove putanje se spremaju u bazu podataka pod nazivom 
putanjaSlike. Prilikom stvaranja članka, svakom novom članku automatski se pridodaje 
vrijeme i datum kada je stvoren. Taj podatak se sprema u datumObjave. 
 
Tablica korisnici 
PK Idkorisnik (int) 
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Na slici 5. je prikazana struktura tablice „korisnik“. Tablica „korisnik“ služi za 
spremanje registriranih korisnika. Primary Key tablice je idkorisnik. Kod registracije 
korisnik upisuje svoje ime, prezime, e-mail i lozinku. U polju „admin“ zapisuje se 
oznaka 1 samo kod jednog korisnika. Taj korisnik je administrator novinskog portala te 
ima mogućnost brisanja i dodavanja članaka. 
Slika 5. Tablica „korisnik“ 
 
 
Na slici 6. je prikazana struktura tablice „komentari“. Tablica „komentari“ služi za 
spremanje podataka o komentarima. Primary Key tablice je idkomentari. Kod stvaranja 
komentara, tekst komentara prikazat će se kod članka za koji je taj komentar napisan 
(idclanci). Tekst komentara sprema se u komentar. Korisnik koji je napisao komentar 
(sprema se njegovo ime) u imekorisnika, a datum i vrijeme se spremaju u 
datumKomentar.  
Slika 6. Tablica „komentari“ 
 
6.3. Struktura Android aplikacije 
     Na dijagramu 6. prikazan je način na koji su povezane aktivnosti u Android aplikaciji 
za slanje novinskih članaka. Android aplikacija se sastoji od niza aktivnosti. Naslovnu 
stranicu čini aktivnost „Prikaz svih članaka“. Aktivnost se sastoji od popisa naslova 
svih članaka u bazi podataka. Uz naslov, prikazan je kratki tekst, slika te datum kad je 
članak objavljen. Klikom na jedan od naslova otvara se detaljni prikaz tog članka. Za 
to služi aktivnost „Prikaz detalja o članku“. Kod prikaza detalja, slika članka je uvećana 
te se ispod slike nalazi tekst članka. Iz te aktivnosti o detaljima moguće je pristupiti 
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komentarima za taj članak. Prijašnji komentari su vidljivi svima, dok za mogućnost 
komentiranja, korisnik mora biti prijavljen u sustav. Ukoliko je korisnik prijavljen kao 
administrator tada mu se u  meniju aplikacije otvaraju dvije nove aktivnosti. Jedna od 
njih je aktivnost „Novi članak“. Aktivnost se sastoji od forme za pisanje članaka. Druga 
aktivnost koja se nudi administratoru je „admin panel“. Preko admin panela, 
administrator ima opcije uređivanja i brisanja članaka.   











7. Asinkroni prijenos podataka 
     U razvijanju Android aplikacije ugrađena je AsyncTask klasa. Ona asinkrono 
pokreće sve zahtjeve prema poslužitelju i RESTful servisu, dok kao odgovor, prima 
podataka u JSON formatu. AsyncTask se koristi za izvršavanje kratkih zadataka kao što 
je spajanje na mrežu. Jedna od glavnih zadaća klase je izvršavanje pozadinskih 
zadataka, tako da nema blokiranja korisničkog sučelja (engl. User Interface). 
AsyncTask omogućuje pravilnu i jednostavnu upotrebu UI dretvi. One se izvršavaju u 
pozadini programa. Asinkrona klasa namijenjena je izvršavanju tri vrste zadataka. Oni 
se nazivaju Params, Progress i Result. Uz tri vrste zadataka, asinkrona klasa definira 
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7.1. Povezanost RESTful servisa i Android aplikacije 
     Da bi Android aplikacija mogla pristupati RESTful servisu potrebno je omogućiti 
Android aplikaciji pristup internetu. Dopuštenje za pristup internetu postavlja se u 
Android Manifestu. Za potrebe aplikacije kreirana je klijent klasa. Klasa se naziva 
NoteRestClient. Kod 6 prikazuje tu klasu. Klijent klasa sastoji od baznog URL-a. Taj 
URL je putanja do RESTful protokola na poslužitelju. Za potrebe testiranja ovog 
projekta korišten je lokalni poslužitelj pa je zato postavljena IP adresa računala. Zadaća 
ove klijent klase je vratiti apsolutni URL. Apsolutni URL se sastoji od osnovnog URL-
a koji je napravljen u NoteRestClient klasi te relativnog, koji je postavljen u metodama 
za dohvat i slanje novinskih članaka. Relativni URL je, zapravo, putanja do RESTful 
kontrolera. 
 
Kod 6. NoteRestClient klasa 
public class NoteRestClient { 
// ip adresa mobitela 
private static final String BASE_URL = 
"http://192.168.43.39:8080/"; 
 
private static AsyncHttpClient client = new 
AsyncHttpClient(); 
 
public static void get(Context context, String url, 
Header[] headers, RequestParams params, 
AsyncHttpResponseHandler responseHandler) { 
 
client.get(context, getAbsoluteUrl(url), headers, params, 
responseHandler); 
    } 
 
private static String getAbsoluteUrl(String relativeUrl) { 
return BASE_URL + relativeUrl;}} 
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7.2. Metode za pristup podatcima 
     Za popis novinskih članaka izrađena je posebna klasa - adapter. U adapter se 
postavlja, kako će izgledati popis svih članaka iz baze podataka. Kod 7 prikazuje 
metodu koja služi za dohvat podataka u JSON formatu iz baze podataka. Metoda za 
dohvat podataka koristi NestRestClient klasu u kojoj je postavljen osnovni URL za 
pristup protokolu. U metodi se stvara lista u koju se dodaje BasicHeader. BasicHeader 
obavještava poslužitelj o JSON formatu podataka. 
Kod 7. Metoda za dohvat podataka 
private void dohvatiClanke() { 





null, new JsonHttpResponseHandler() { 
@Override 
public void onSuccess(int statusCode, Header[] headers, 
JSONArray response) { 
adapter = new 
AdapterLista(SviClanciMainActivity.this,clanci); 
for (int i = 0; i < response.length(); i++) { 
try { 
adapter.add(new Clanci(response.getJSONObject(i))); 
} catch (JSONException e) { 
  e.printStackTrace(); 
}lv1 = (ListView) findViewById(R.id.listview_clanci); 
lv1.setAdapter(adapter); }});} 
 
Za zapisivanje podataka o člancima, izrađena je posebna model klasa. U modelu Clanci 
deklarirane su varijable, konstruktor, GET i SET metode te posebno konstruktor za 
JSON objekte, kao što je prikazano u kodu 8. 
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Kod 8. Model Clanci 








    } 
catch (JSONException e) { 
 e.printStackTrace(); 
    }} 
 
7.3. Metode za slanje podataka 
     Za slanje novinskih članaka dizajnirana je forma za unos podataka koja se sastoji od: 
naslova, podnaslova, teksta i slike. Datum i vrijeme objave članka postavlja se 
automatski. Kod 9 prikazuje realizaciju POST metode koja je tipa String. POST metoda 
kao parametre prima URL putanju od RESTful servisa i model članaka. Zatim je stvoren 
JSON objekt, koji se potom pretvara u String. Nakon što je JSON objekt postavljen kao 
String, sprema se u HttpPost zahtjev. U zaglavlje HTTP objekta (engl. BasicHeader) 
postavlja se oznaka načina slanja podataka. U ovom slučaju obavještava se poslužitelj 
o tipu sadržaja koji mu dolazi (applicaton/json). Tip sadržaja je aplikacija i podaci u 
JSON formatu. 
Kod 9. Post metoda 
public static String POST(String url, Clanci clanak){ 
    InputStream inputStream = null; 
    String result = ""; 
try { 
HttpClient httpclient = new DefaultHttpClient(); 
HttpPost httpPost = new HttpPost(url); 
String json = ""; 
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json = jsonObject.toString(); 
StringEntity se = new StringEntity(json); 
httpPost.setEntity(se); 
httpPost.setHeader("Accept", "application/json"); 
        httpPost.setHeader("Content-type", 
"application/json"); 
HttpResponse httpResponse = httpclient.execute(httpPost); 
inputStream = httpResponse.getEntity().getContent(); 
if(inputStream != null) 
            result = 
convertInputStreamToString(inputStream); 
else 
result = "Pogreška prilikom spremanja!"; 
  } catch (Exception e) { 
        Log.d("InputStream", e.getLocalizedMessage()); 
    } 
return result;} 
 
Za slanje novinskih članaka, uz POST metodu koristi se i HttpAsyncTask klasa koja 
služi za asinkrono pokretanje svih zahtjeva prema poslužitelju i RESTful servisu, dok 
kao odgovor prima podataka u JSON formatu. Unutar HttpAsyncTaska koristi se 
metoda doInBackground. Ta metoda vrlo je slična PostClient metodi kod testiranja 
RESTful servisa. Unutar nje se postavljaju podatci koji se šalju na poslužitelj te u bazu 
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podataka. U slučaju aplikacije podatci za slanje se ne postavljaju ručno, već se 
dohvaćaju podatci koji su uneseni u formu za slanje novinskih članaka. 
Kod 10. doInBackground metoda 
private class HttpAsyncTask extends AsyncTask<String, Void, 
String> { 
@Override 
protected String doInBackground(String... urls) { 
DateFormat df = new SimpleDateFormat("dd/MM/yyyy 
HH:mm:ss"); 
Date today = (Date) Calendar.getInstance().getTime(); 
String reportDate = df.format(today); 








    } 
@Override 
protected void onPostExecute(String result) { 
 Toast.makeText(getBaseContext(), "Članak objavljen!", 
Toast.LENGTH_LONG).show(); 
    } 
} 
 
private static String 
convertInputStreamToString(InputStream inputStream) throws 
IOException{ 
    BufferedReader bufferedReader = new BufferedReader( new 
InputStreamReader(inputStream)); 
    String line = ""; 
    String result = ""; 
while((line = bufferedReader.readLine()) != null) 
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U kodu 11 prikazano je izvršavanje akcijskog gumba za slanje novinskih članaka na 
poslužitelj. Da bi se metode za slanje članaka izvršile i da bi članak bio uspješno poslan, 
potrebno je kod akcijskog gumba dodati izvršenje HttpAsyncTask metode. U zagradi je 
potrebno navesti relativnu putanju (PATH) do RESTful servisa.  
Kod 11. Gumb za slanje članka 
@Override 
public void onClick(View v) { 
switch (v.getId()) { 






7.4. Slanje i prikaz slika članaka 
     Slike članaka spremaju se u poseban folder na poslužitelju. U formi kod slanja 
članaka, za slanje slika otvara se Galerija android uređaja. Nakon odabira željene slike, 
ona se sprema u određeni folder. Putanja do foldera sa slikama sprema se u bazu 
podataka. Za dohvaćanje slike na mobitelu koristi se posebna knjižnica naziva Picasso. 
Knjižnica Picasso dodana je u Gradle Android projekta. Kod dohvata slike pomoću 
Picasso knjižnice, potrebno je samo navesti putanju do foldera gdje se slike nalaze i 
mjesto (imageView) gdje će se željena slika prikazati. 
Kod 12. Metoda za spremanje slika na poslužitelj 
public void loadImagefromGallery(View view) { 
// stvaranje intenta za otvaranje galerije 
Intent galleryIntent = new Intent(Intent.ACTION_PICK, 
android.provider.MediaStore.Images.Media.EXTERNAL_CONTENT_URI
); 
// pokretanja intenta 
startActivityForResult(galleryIntent, RESULT_LOAD_IMG); 
Toast.makeText(getBaseContext(), "Otvaranje galerije...", 
Toast.LENGTH_SHORT).show();} 
 
// nakon što je slika odabrana iz galerije 




Međimursko veleučilište u Čakovcu 
@Override 
protected void onActivityResult(int requestCode, int 
resultCode, Intent data) { 
super.onActivityResult(requestCode, resultCode, data); 
try { 
// nakon odabira slike 
if (requestCode == RESULT_LOAD_IMG && resultCode == 
RESULT_OK&&null != data) { 
 
// dohvacanje slike iz Data 
Uri selectedImage = data.getData(); 
String[] filePathColumn = { MediaStore.Images.Media.DATA }; 
 
// dohvacanje kursora 
Cursor cursor = getContentResolver().query(selectedImage, 
filePathColumn, null, null, null); 
// postavljanje kursora na prvi red 
cursor.moveToFirst(); 
 
int columnIndex = cursor.getColumnIndex(filePathColumn[0]); 
imgPath = cursor.getString(columnIndex); 
cursor.close(); 
slikaZaUpload = (ImageView) findViewById(R.id.upload); 




// dohvacanje imena fajla slike 
String fileNameSegments[] = imgPath.split("/"); 
fileName = fileNameSegments[fileNameSegments.length - 1]; 
 
// postavljanje imena fajla u Async Http Post Param koji ce 
se koristiti u Java web app 
params.put("filename", fileName); 
} else { 
Toast.makeText(this, "Niste odabrali sliku", 
Toast.LENGTH_LONG).show(); 
}} catch (Exception e) { 
Toast.makeText(this, "Greška", Toast.LENGTH_LONG).show();}} 
 
public void encodeImagetoString() { 
new AsyncTask<Void, Void, String>() { 
protected void onPreExecute() { 
} 
@Override 
protected String doInBackground(Void... params) { 
BitmapFactory.Options options = null; 
options = new BitmapFactory.Options(); 
options.inSampleSize = 3; 
bitmap = BitmapFactory.decodeFile(imgPath,options); 
 ByteArrayOutputStream stream = new ByteArrayOutputStream(); 
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// kompresiranje velicina slike zbog jednostavnijeg uploada 
bitmap.compress(Bitmap.CompressFormat.PNG, 50, stream); 
byte[] byte_arr = stream.toByteArray(); 
 
// pretvaranje slike u string 
encodedString = Base64.encodeToString(byte_arr, 0); 
return ""; } 
 
@Override 
protected void onPostExecute(String msg) { 
// postavljanje konvertiranog stringa u 
paramparams.put("image", encodedString); 
triggerImageUpload();}}.execute(null, null, null); } 
 




// HTTP poziv za upload slike na server 
public void makeHTTPCall() { 
AsyncHttpClient client = new AsyncHttpClient(); 
client.post("http://192.168.43.39:8080/ZavrsniRadRESTful/upl
oadimg.jsp",params, new AsyncHttpResponseHandler() ); 
 
8. Testiranje aplikacije i RESTful servisa 
     Jedan od načina testiranja ispravnosti RESTful servisa je izrada Test Client klasa. 
RESTful servis sastoji se od POST, PUT, GET i DELETE metoda. Za svaku od tih 
metoda izrađene su određene testne klase. Pomoću njih upisani su probni podatci. 
Prilikom unosa testnih podataka, testirale su se putanje do određenih metoda RESTful 
servisa. Putanja do određene metode definirana je u kontroleru RESTful servisa, dok se 
metode nalaze u DAO klasi. Testna klasa za GET metodu naziva se TestClient.java. 
Ona dohvaća sve podatke u XML ili JSON formatu. Kod 13 prikazuje TestClient klasu. 
U klasi je prikazan dohvat podataka o svim člancima u JSON formatu. Prvo je stvoren 
objekt client koji je tipa Client i webResource tipa WebResource. U webResource se 
sprema client s putanjom do GET metode koja se testira. Zatim je postavljeno da 
poslužitelj prima JSON tip podataka. Ako je status poslužitelja u redu (200),  podatci se 
šalju (popis svih članaka) u JSON formatu. 
Kod 13. TestClient.java 
publicclass TestClient { 
publicstaticvoid main(String[] args) { 
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try { 
Client client = Client.create(); 




ClientResponse response = 
webResource.accept("application/json").get(ClientResponse.c
lass); 
if (response.getStatus() != 200) { 
thrownew RuntimeException("Failed : HTTP error code : "+ 
response.getStatus()); 
   } 
String output = response.getEntity(String.class); 
System.out.println("Output from Server .... \n"); 
} catch (Exception e) { 
e.printStackTrace();} 
Sljedeća testna klasa je PostClient.java. Ona služi za testiranje upisa podataka u bazu 
podataka. Kod 14 prikazuje glavnu metodu za testiranje. Stvoreni su objekti „client“ i 
„webResource“. U webResource se sprema client s putanjom do POST metode koja se 
testira. Zatim je stvoren novi objekt „cla“ tipa Clanci. Na kraju je postavljeno da 
poslužitelj prima JSON tip podataka. Nakon izvršenja aplikacije, na poslužitelj se šalje 
novi članak. 
Kod 14. Klasa za testiranje zapisa podataka na poslužitelj 
publicclass PostClient { 
publicstaticvoid main(String[] args) { 
try { 
Client client = Client.create(); 
//test clanci 
WebResource webResource = 
client.resource("http://localhost:8080/ZavrsniRadRESTful/RE
ST/Novine/DodajClanak/");    
novinskiPortal.Clanci cla=new Clanci(); 
/*cla.setIdclanci(11);postavljenje AI u bazi*/ 









    
DateFormat df = new SimpleDateFormat("MM/dd/yyyy 
HH:mm:ss"); 
Date today = (Date) Calendar.getInstance().getTime(); 
  String reportDate = df.format(today); 
  cla.setDatumObjave(reportDate); 
   
ClientResponse response = 
webResource.type("application/json").post(ClientResponse.cl
ass,cla); 
String output = response.getEntity(String.class); 
System.out.println("Output from Server .... \n"); 
PutClient klasa  koristi se za izmjenu podataka u bazi. Vrlo je slična klasi za upis. 
Razlika je u tome što se kod PUT metode mora navesti određeni ID  članka koji se želi 
promijeniti (UPDATE).  
Kod 15. Klasa za testiranje uređivanja zapisanih podataka 
publicclass PutClient { 
publicstaticvoid main(String[] args) { 
// kodza update clankaovisno o ID-u 
Client client = Client.create(); 
WebResource webResource = 
client.resource("http://localhost:8080/ZavrsniRadRESTful/RE
ST/Novine/UpdateClanci/"); 
    
Clanci cla=new Clanci(); 
cla.setIdclanci(64); 
cla.setNaslovClanka("Naslov članka! "); 
cla.setPodnaslovClanka("Podnaslov članka” 
cla.setTekstClanka("Tekst članka."); 
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cla.setPutanjaSlike("/storage/emulated/0/ClanciSlike/Naslov
Članka"); 
DateFormat df = new SimpleDateFormat("MM/dd/yyyy 
HH:mm:ss"); 
Date today = (Date) Calendar.getInstance().getTime(); 
   String reportDate = df.format(today); 
   cla.setDatumObjave(reportDate); 
    




Klasa za testiranje ispravnosti brisanja naziva se DeleteClient. Kod testiranja brisanja 
podataka iz baze podataka potrebno je u putanju dodati ID  željenog članka koji se želi 
izbrisati. 
Kod 16. Klasa za testiranje brisanja članaka 
publicclass DeleteClient { 
publicstaticvoid main(String[] args) { 
Client client = Client.create(); 
//delete clanaka 
WebResource webResource = 
client.resource("http://localhost:8080/ZavrsniRadRESTful/RE
ST/Novine/brisanjeClanaka/75"); 
ClientResponse response = 
webResource.type("application/json").delete(ClientResponse.
class); 
Testiranje RESTful protokola kod Android aplikacije provedeno je na način da se 
podatci upišu u formu za slanje članaka te se pošalju na poslužitelj. Nakon toga 
provjerena je ispravnost upisanih podataka u bazi podataka. Može se testirati na način 
da se stvori TestClient klasa. Podatci upisani u tu klasi bi se trebali ispisati u JSON 
obliku. Za dohvat podataka kod aplikacije, testiranje se vrši na način da se otvori 
aktivnost koja ispisuje sve članke te aktivnost koja prikazuje svaki članak detaljno. 
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Može se provjeriti i kroz datum objave s obzirom da se datum generira automatski, kada 
je članak poslan. 
Tijekom testiranja nisu zabilježeni veći problemi. Brzina odziva je bila vrlo 
zadovoljavajuća. Javljali su se neki manji problemi prilikom testiranja. Prvi problem je 
bio u tipu podataka za datum i vrijeme. U bazi podataka je bilo postavljeno da su datum 
i vrijeme tipa Date. Međutim, kod razvoja RESTful protokola uvijek se prikazivala 
kriva vrijednost (null). Problem je riješen tako, da se datum prikaže kao string. 
Napravljena je metoda koja postavlja trenutan datum i vrijeme te pretvara u string. 
Zatim se taj string spremao u bazu. Kod prikaza članaka na mobilnoj aplikaciji bilo je 
potrebno stvoriti posebnog klijenta koji se je sastajao od osnovnog URL-a. U taj se URL 
postavljala adresa lokalnog poslužitelja (umjesto riječi localhost, postavlja se IP adresa 
računala). Taj dio URL-a kasnije se može zamijeniti s putanjom od nekog vanjskog 
poslužitelja. Problem je bio i prilikom spremanje putanje za slike. Prilikom prikaza tog 
članka, slike nije bilo. Problem je uklonjen dodavanjem posebne knjižnice  Picasso. 
Picasso knjižnica služi, isključivo, za dohvat slika s poslužitelja. 
 
8.1. Mjerenje brzine odziva 
     Kod projektiranja i održavanje RESTful servisa i Android aplikacije očekuje se da 
će aplikaciju koristiti veći broj korisnika i da će se, s vremenom, povećavati i broj 
informacija u bazi podataka. Zbog toga je potrebno pratiti, padaju li performanse 
aplikacije kod većeg broja poslanih novinskih članaka. Kod mjerenja brzine odziva 
aplikacije, testirala se brzina odgovora RESTful servisa prema Android aplikaciji. 
Jedinica vremena korištena kod mjerenja bila je sekunda (s). Prvo mjerenje je bilo kod 
slanja novinskog članka u bazu podataka (CREATE). Srednje vrijeme odziva je bilo 
0,96 sekundi. Mjereno je vrijeme  potrebno aplikaciji da prikaže popis svih članaka 
(READ). Srednje vrijeme odziva je iznosilo 2,21 sekundi. Zatim je mjereno  vrijeme 
koje je potrebno aplikaciji da prikaže detaljno članak te da učita sliku sa poslužitelja. 
Srednje vrijeme odziva iznosilo je 0,8 sekundi. Za brisanje članaka (DELETE) bilo je 
potrebno srednje vrijeme 0.54 sekundi, dok je kod uređivanja već postojećeg članka 
(UPDATE),srednje vrijeme odziva bilo 0.79 sekundi. 
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Dijagram 7. Brzina odziva metoda RESTful protokola 
 
Dijagram 7 prikazuje koliko je vremena bilo potrebno da se izvrše metode (DELETE, 
CREATE, UPDATE, READ). Svaka metoda se  testirala više puta te je na dijagramu 
prikazano koliko je iznosilo srednje vrijeme svake metode. 
9. Sigurnosni mehanizmi 
    Sigurnost aplikacije implementirana je na nekoliko razina. Prva razina je kod same 
prijave u program i registracije samog korisnika. Svaki korisnik unosi podatke za 
registraciju (ime, prezime, e-mail i lozinka). Vrši se provjera e-mail adrese. Ukoliko u 
bazi podataka već postoji korisnik s istom e-mail adresom, dolazi poruka obavijesti da 
takav korisnik već postoji. U formi za prijavu, metoda za sigurnost provjeravala je 
ispravnost formata upisa. Za potrebe aplikacije korišteni su regularni izrazi. Na primjer, 
lozinka mora sadržavati 8-20 znakova, jedno veliko slovo te broj. Nakon registracije 
slijedi prijava. Kod prijave se unosi ime korisnika i e-mail adresa. Aplikacija vrši 
provjeru nad unesenim podatcima. Provjerava se, postoji li takav korisnik u bazi 
podataka. Aplikacija i sustav podržavaju dvije vrste korisnika: običan i administrator. 
Administrator se u sustav prijavljuje s posebnim podatcima. Prijavljeni administrator 
ima mogućnost pristupa aktivnostima za slanje članaka te admin panelu. U admin 
panelu ima mogućost editiranja (uređivanja) i brisanja određenih članaka. Kod prijave 
običnog korisnika nudi se mogućnost komentiranja članaka. Za čitanje članaka i 





CRUD metode                                             Brzine odziva
Srednje vrijeme odziva (sekunde)
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komentara nije potrebna nikakva prijava. Običan korisnik nema pristup admin panelu 
te ne može slati članke.  
Kod 17. Implementacija sigurnosnog mehanizma 
register.setOnClickListener(new View.OnClickListener() { 
@Override 
public void onClick(View v) { 
switch (v.getId()) { 
case R.id.btn_reg: 
// validacija,ni jedno polje u formi registracije ne smije 
ostati prazno 
if(ime.getText().length()==0) 




                { 
prezime.setError("Polje \"Prezime\" ne može biti prazno!"); 
prezime.requestFocus(); 
break; 
                } 
if(email.getText().length()==0) 
                { 
email.setError("Polje \"E-mail\" ne može biti prazno!"); 
email.requestFocus(); 
break; 
                } 
if(lozinka.getText().length()==0) 
                { 
lozinka.setError("Polje \"Lozinka\" ne može biti prazna!"); 
lozinka.requestFocus(); 
break; 
                } 
 
                String uneseniEmail  = 
email.getText().toString().trim(); 




                { 
email.setError("Uneseni e-mail nije ispravan!"); 
email.requestFocus(); 
break; 
                } 
 
                String unesenaLozinka = 
lozinka.getText().toString(); 
// regularni izraz 
String lozinkaPattern = "^(?=.*\\d)(?=.*[a-z])(?=.*[A-
Z]).{8,20}$"; 
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if (!unesenaLozinka.matches(lozinkaPattern)) 
                { 
lozinka.setError("Lozinka mora sadržavati između 8 i 20 
znakova, barem jedno veliko slovo i barem jedan broj!!"); 
lozinka.requestFocus(); 
break; 






Toast.makeText(getBaseContext(), "Korisnik sa unesenim e-










// funkacija za provjeru 
// ne smiju biti dva korisnika sa istom email adresom 
private void provjeraPostojecegKorisnika() 
{ 
final List<Korisnici> popisKorisnika = new ArrayList<>(); 
 
List<Header> headers = new ArrayList<Header>(); 





null, new JsonHttpResponseHandler() { 
 
@Override 
public void onSuccess(int statusCode, Header[] headers, 
JSONArray response) { 
 
for (int i = 0; i < response.length(); i++) { 
try { 
//DODAJ KORISNIKA U LISTU 
popisKorisnika.add(new 
Korisnici(response.getJSONObject(i))); 
          } catch (JSONException e) { 
             e.printStackTrace();}} 
 
//USPOREDI KORISNIKE SA LOGIRANIM PODACIMA 
for (Korisnici k : popisKorisnika) { 
if(k.getEmail().equals(email.getText().toString())) 
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 {  
korisnikPostoji=true; }}}});}                       
U kodu 17 prikazana je provjerava svakog polja. Ako je polje ostalo prazno ili je 
popunjeno krivim podatcima, aplikacija postavlja fokus na to polje. Prije izvršavanja 
akcije za registraciju, izvodi se još jedna metoda naziva „provjeraPostojecegKorisnika“. 
U toj metodi prvo se dohvaćaju svi korisnici iz baze podataka u listu. Nakon toga slijedi 
provjera, postoji li već korisnik s tim podatcima. Ukoliko postoji, korisnik se ne može 
registrirati i javlja se poruka upozorenja da korisnik već postoji. Ako su registracijski 
podatci pravilno popunjeni te nema takovoga korisnika, izvršava se AsyncTask metoda 
s putanjom do RESTful metode za dodavanje korisnika te je korisnik  uspješno 
registriran. 
Kod 18. Metoda za kreiranje menija kod Android aplikacije 
public boolean onCreateOptionsMenu(Menu menu) 
{ 
SharedPreferences myPrefs = 
PreferenceManager.getDefaultSharedPreferences(this); 
 
String korisnik = myPrefs.getString("imeKorisnika",null); 
String lozinka = myPrefs.getString("lozinka",null); 
String admin = myPrefs.getString("admin",null); 
 
if (korisnik != null && lozinka != null ) 
    { 
//AUTENTIKACIJA AKO POSTOJI 
menu.add(0,11,0,"Prijavljen:  " + korisnik); 
menu.add(0,1,0,"Osvježi"); 
menu.add(0,2,0,"Sortiranje Najnoviji/Najstariji"); 
menu.add(0, 5, 0, "Info"); 
 
if(admin.equals("1")) 
        { 
            menu.add(0,3,0,"Novi članak"); 
            menu.add(0,4,0,"Admin panel"); 
        } 
        menu.add(0,7,0,"Izlaz"); 
return true; 
    } 
else 
{ 





 menu.add(0, 5, 0, "Info"); 
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 menu.add(0,7,0,"Izlaz"); 
return true; }} 
 Prilikom stvaranja menija u aplikaciji (Kod 18) dolazi do razlike u njegovom 
prikazivanju za običnog korisnika i administratora. Ukoliko je prijavljeni korisnik 
administrator, korisniku se u Options meniju prikaže aktivnost za dodavanje članaka i 
aktivnost admin panel koja služi za brisanje i uređivanje članaka. Običnom korisniku 
zabranjeno je dodavanje, brisanje i uređivanje članaka pa zbog toga niti nema pristup 
tim aktivnostima aplikacije. 
10. Izgled mobilne aplikacije 
     Mobilna aplikacija sastoji se od više aktivnosti, prilagođenih adaptera, menija, ikona 
i slika. Aktivnosti aplikacije prikazane su na slikama 7-14. 
Slika 7 prikazuje zaslon za registraciju korisnika. Zaslon registracije sadrži formu za 
registraciju. Za polje e-mail i lozinka definirana su pravila kojima se provjeravala 
ispravnost unosa. Na primjer, lozinka mora sadržavati 8-20 znakova, jedno veliko slovo 
te broj. 
Slika 7.  Zaslon registracije 
 
Zaslon prijave koji je prikazan na slici 8 sadrži formu za prijavu korisnika. Kod zaslona 
prijave dolazi do provjere,  postoji li već takav korisnik u bazi podataka. 
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Slika 8. Zaslon prijave 
 
Slika 9 prikazuje naslovnu stranicu mobilne aplikacije. Zaslon naslovnice sadržava 
popis svih članaka, njihovih naslova, podnaslova, slika i datuma objave. 
Slika 9. Naslovnica 
 
U gornjem desnu kutu nalazi se meni za pristup raznim aktivnostima. Svaka opcija ima 
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Slika 10. Meni 
 
 
Na slici 11 prikazani su detalji o svakom članku te prikaz komentara korisnika. Klikom 
na željeni članak prikazuju se detaljne informacije o članku na novom zaslonu mobitela. 
Slika se uveća te se prikaže tekst članaka, s datumom. Svaki članak je moguće 
komentirati. Iznad članka nalazi se gumb „Komentiraj“ koji sadrži i broj komentara na 
taj članaka. Klikom na gumb „Komentiraj“ pokreće se aktivnost koja prikazuje sve 
dosadašnje komentare. Svaki registrirani korisnik ima mogućnost komentiranja.  
Slika 11. Prikaz detalja o članku i prikaz komentara 
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Na slici 12 prikazana je aktivnost za slanje članka na poslužitelj. Forma se sastoji od 
naslova, podnaslova, teksta te odabira slike. Ispod forme nalazi se ikona za slanje članka 
i tipka za osvježavanje forme. 
Slika 12. Forma za dodavanje članka 
 
 
Na slici 13 prikazan je meni koji administratoru omogućuje uređivanje i brisanje 
objavljenih članaka. Dugim pritiskom na određeni članak dolazi do mogućnosti brisanja 
ili uređivanja odabranog članka. 
Slika 13. Admin panel 
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Na slici 14 prikazana je aktivnost koja sadrži informacije o aplikaciji. Info aktivnost 
prikazuje na zaslonu mobitela kratki tekst vezan za tehnologiju koja je korištena kod 
izrade Android aplikacije. 
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11. Zaključak 
     Cilj ovog završnog rada bio je izrada Android aplikacije za slanje novinskih članaka 
na web poslužitelj koristeći RESTful protokol. U završnom radu su prikazane 
karakteristike REST arhitekture i RESTful protokola  te njihove prednosti. 
Bitne karakteristike web arhitektura su proširivost (skalabilnost), posebno sučelje, 
interakcije i nezavisnost među komponentama. REST pruža jednostavnu 
implementaciju i održavanje web aplikacija. Nudi vrlo dobro sučelje za implementaciju 
RESTful aplikacije u kombinaciji s HTTP protokolom. HTTP omogućuje u REST 
arhitekturi jedinstveno sučelje te privremenu pohranu podataka u memoriju.  
RESTful protokol opravdao je svoju namjenu vezano za sigurnost i brzinu prijenosa 
podataka. Android aplikacija temeljena na RESTful protokolu uspješno je izrađena. 
Aplikacija nudi mogućnost slanja i čitanja novinskih članaka te mogućnosti njihovog 
uređivanja. Testiranja i mjerenja pokazala su vrlo poželjnu brzinu odziva aplikacije kod 
slanja, dohvaćanja, uređivanja i brisanja članaka. Aplikacija nudi u budućnosti još 
prostora za nadogradnju, tj. njeno daljnje razvijanje i poboljšanje. Doprinos ovog 
završnog rada su stjecanje znanja o implementaciji RESTful protokola te povezivanje 
Android i web aplikacije.  Prednosti koje donosi ovaj protokol čine ga, svakim danom, 
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