Abstract. In this paper we present techniques by which each mix in a mix network can be paid for its services by message senders, in a way that ensures fairness and without sacrificing anonymity. We describe a payment mechanism for use in mix networks, and use this payment scheme in fair exchange mechanisms for both connection-based and messagebased mix networks. In connection-based mix networks, our protocols achieve fairness in a weak sense: no player can benefit from stopping the exchange prematurely. In message-based mix networks, by taking advantage of each mix's next-hop neighbor as a rational third party, our exchange protocol guarantees strict fairness between initiators and mixes: either both parties successfully exchange payment and service or neither gains anything.
Introduction
Mixes are one of the most well-known and commonly-used privacy-preserving systems since their introduction by Chaum [9] over two decades ago. A mix is a server that accepts input messages, changes their form and outputs them to their destinations in a permuted order. This prevents an observer from linking inputs to the corresponding outputs. One can distribute trust in a mix system by transferring messages through a sequence of mixes (a path), each operated by a different entity. Whenever at least one mix in the path keeps the input/output relation secret, the privacy of the communication will be preserved. We consider both message-based mixes, in which each message is sent independently, and connection-based mixes, wherein each user maintains a path for a period of time and sends a stream of messages along that path.
The benefits of mixes depend on users trusting individual mixes. Any misbehavior, such as dropping messages or not correctly permuting messages, could jeopardize the credibility of the network of mixes, the mix-net, and thus drive away users. Previous research on reliability of mix networks has focused on how to enforce the proper operation of each mix. This has generally led to heavyweight solutions [1, 20, 22] , or solutions without a rigorous foundation that cannot provide even weak guarantees of mix server behavior [14, 15] .
Most existing work assumes that individual mixes are either honest or malicious. The objective, then, is to identify these bad ones and separate them from the mix-net. However, recent research on the economics of anonymity systems [2] questions this assumption: instead of a black-and-white model, a mix server is better described as a rational and self-interested entity which strives to maximize its own profits. There are substantial costs involved in operating a server, keeping it running reliably, and providing bandwidth. A server operator, facing these costs and overheads, may drop connections to save bandwidth costs or perhaps simply neglect server performance as a low priority. Given sufficient economic incentives, the mixes can be encouraged to operate honestly. For example, a user can pay to use a mix-net, and tie the payments to good mix server performance. Such a scheme could motivate the mixes to properly relay messages, and thus increase the reliability of the mix-net.
Some incentive mechanisms [16, 18] have been proposed for anonymity protocols using digital cash. Unfortunately, they all miss a key issue: fairness in exchange of payment and service. Without proper handling of this problem, a self-interested mix may grab the payment without relaying users' messages, or a self-interested user may refuse to pay after having her messages transmitted. The rationale behind the incentive mechanism will collapse in these conditions.
Though fair exchange is a well-studied problem, a simplistic application of existing exchange mechanisms to anonymity systems might be problematic. The central concern here is how to preserve anonymity during the exchange process. In this paper, we address this problem and present the first design of a reliable mix network built upon fair exchange techniques. Specifically, we adopt the idea of coin-ripping for fair exchange to devise a protocol that encourages individual mixes to perform proper operations (in particular, to forward messages) under different scenarios, including connection-based mix-nets and message-based mixnets.
The rest of the paper is organized as follows: Section 2 reviews related work. In Section 3, we model the fair exchange problem in mix-nets, explicate the assumptions we make in our research and describe our design of a coin-ripping protocol. Section 4 presents a fair exchange protocol for connection-based mixnets. Section 5 describes a fair exchange protocol for message-based mix-nets. Section 6 analyzes privacy and fairness achieved by our protocols. Section 7 concludes the paper and proposes future research.
Related Work
This section reviews previous work related to this research. We first discuss the related concepts of reliability and robustness in mix networks and then discuss some of the relevant fair exchange mechanisms.
Reliability in Mix Networks
Significant attention in anonymity research has been focused on robustness in mix-nets. Robustness primarily refers to systems in which each mix is asked to provide a proof or strong evidence for its honest behavior [21] . Some robust mix-nets are also capable of successfully delivering messages even when k < out of the mixes on a user's path do not follow the protocol. Most of the proposed approaches have been built upon zero-knowledge proofs and secret sharing in re-encryption mix-nets. For example, Ogata et al. present a robust mix-net based on cut-and-choose methods [22] . Both Abe [1] and Jakobsson and Juels [20] , propose more efficient zero-knowledge proofs which achieve universal verifiability [1] . This property allows a third-party to verify the proof of correct behavior.
In this paper, we focus on reliability, namely the property that individual mixes provide service according to the mix protocol. Instead of enforcing this by requiring a proof of service or another strong form of evidence, as with the approaches for robustness, we intend to motivate each mix to voluntarily perform correct operations. That is, our approach does not provide robustness guarantees against malicious service providers who seek to undermine the system. We assume that the service providers who run mixes are self-interested, rather than potentially malicious, and we provide a carefully designed mechanism that pays service providers for correct performance. This ensures reliability as long as service providers prefer to be paid rather than disrupt service.
Dingledine et al. [14] propose a different (though related) concept of reliability. They implement a reputation system to record the mixes' performance. This helps users to improve their long-term odds of choosing a reliable path and avoid failing nodes [14] . This works well when mixes are run by volunteers who receive no compensation for their service, but not for self-interested service providers. For example, in a mix cascade network, their protocol has participating mixes report the failures of message transmissions, which will lead to a decrease in the reporter's reputation. If mix server operators are paid based on reputation or usage statistics, as in our model, a self-interested mix will never take such an action. This kind of reasoning is justified by research on the economics of mix-nets [2] , which argues that incentives play a central role in the practical deployment of anonymity systems.
Incentive mechanisms for mix-nets have been investigated by Franz, et al. [18] and Figueiredo et al. [16] . Both of them propose to use electronic payment to encourage mixes to behave honestly. The approach of Franz et al. divides electronic payment and messages into small chunks and allows mixes and users to do the exchange step-by-step. This approach is very inefficient. Moreover, it also gives the party that is second to act a small, undue advantage during the exchange. Such an advantage may exceed the cost of the exchange at some moment, causing the party to stop the exchange prematurely. For example, if the mix server goes second, it may receive the last payment and then fail to deliver the last part of the message. If this is the case, the sender would not even provide the last payment. Recursively, we can infer that the transaction completely falls apartno rational sender will provide any payment and no rational mix will send any part of the message.
Figueiredo et al. propose to wrap an electronic coin in every layer of the onion -i.e., the message constructed by the user through layered encryption, in which each mix reveals the next hop on the path by decrypting the outermost layer -thus encouraging mixes to do decryption. However, the mixes have no incentive to forward the onion after obtaining the payment, and self-interested mixes can save bandwidth by simply dropping the packet. An improvement of the scheme encrypts the payment in each layer with a secret kept in the next layer of the onion. Unfortunately, this gives users a chance to replace payments with junk data and thus avoid payment. In fact, the very anonymity that the system provides means that users can cheat without their identity being exposed. On the surface, our scheme is similar to their approach, but we provide solutions to these problems.
Fair Exchange
The essential problem in the above mentioned incentive mechanisms is the fairness in exchange of service for payment. Fairness, in the strictest sense, means that either both parties get the items they want in exchange or none of them get any thing useful. A weaker sense of fairness is that no party will benefit from cheating.
The most straightforward way of doing fair exchange is through a trusted third party (TTP) [13, 30] . However, this does not work in mix-nets: not only does such an online TTP constitute a trust bottleneck, but it becomes a traffic bottleneck as well. A better alternative is the use of an offline TTP that gets involved only when something wrong happened during the exchange process [3, 6] . The problem is that the TTP might still have access to sender/receiver relationships once it participates, which is highly undesirable in an anonymity system. Previous research shows that without a TTP, fairness only can be achieved in a weak sense [6, 8, 26] .
Jakobsson proposes coin ripping as an offline exchange protocol [19] . The idea is to split a digital coin, called a rip coin, into two halves. A customer may rip spend the coin by giving the vendor half of it before service is given. Once she receives the service, she gives the vendor the other half. Either half by itself carries no value -in this way, it is similar to using a bill of currency (e.g., a $100 bill) that's been ripped in half. Once the vendor gets the second half of the bill, she can tape the two halves together to form the original bill. However, unlike the bill, if one half has been spent, the other half may not be used as another "first-half" payment.
This idea works well for fair exchange in mix-nets, as we will demonstrate. In mix-nets one knows the mixes she is going to use up-front and is likely to stick to the same set of mixes for a period of time [28] . In the next section, we present a novel and efficient rip coin protocol by taking advantage of this property.
Cooperation
A related concept to fair exchange is cooperation. One of our approaches requires additional cooperation between mixes. Evolutionary game theory [5] extensively studies the mechanisms to encourage self-interested players to cooperate. In particular, much of the work in this field uses a concept called evolutionary stable strategies (ESS). An ESS is a convention that, upon being established in a population, becomes an individual player's best response to others, even in the presence of single deviation. A famous ESS is the tit-for-tat (TFT) strategy, which offers incentives to rational players to behave cooperatively in the repeated prisoner's dilemma (RPD) game.
Simply put, the prisoner's dilemma problem can be modeled as a game played between two players, in which in any particular game, an individual will prefer to defect if she knows the other player is going to cooperate. However, if the game is played repeatedly between the two players (hence repeated prisoner's dilemma), each will be better off if they cooperate.
An extended version of TFT is used effectively in the BitTorrent peer-to-peer protocol to encourage file uploading [12] . BitTorrent has become the leading P2P file sharing system, making up 35% of all traffic on the Internet [23] , so it appears that TFT works even in dynamic environments with little trust between players. Srinivasan et al. describe how to use generous TFT (GTFT) in ad-hoc networks to achieve the optimal throughput for each node. In GTFT, nodes sometimes cooperate with apparently uncooperative peers in order to keep temporary aberrations from halting cooperation in the long run. In Section 5, we show how to model a key part of our protocol for message-based mix-nets as an RPD and how to use GTFT to ensure cooperation between mixes.
Fair Exchange in Mix Networks
This section explicates the assumptions made in this research and the fair exchange problem in mix-nets, before presenting an efficient rip coin scheme for mix-nets.
Descriptions of Assumptions and Research Problem
In this paper, we propose to use electronic payment to encourage individual mixes to operate properly. The rationale of our approach is built upon following assumptions:
All players (including users and mixes) are rational and self-interested.
A rational player seeks to maximize her own profits. Here we do not consider irrational players who just want to hurt others' interests regardless of their own interests. A mix could turn into an irrational player once being tampered with by an adversary. However, since this will also compromise the profits of the mix itself, we simply assume that the owner of the mix will take proper measures to prevent this from happening. In addition, we assume that every player in the mix-net behaves honestly when she is neutral between cooperation and defection. 2. User payments exceed the cost of proper operation. This assumption ensures that once a payment has been tied to the service, a rational mix's optimal strategy is to perform honestly.
Under the above assumptions, the reliability problem is converted into a fair exchange problem, i.e., how to achieve the fairness in exchange of service and electronic payment anonymously. Formally, given a user U communicating with a destination D via a path composed of mixes N 1 , . . . , N , the fair exchange problem here is described as: If N 1 , . . . , N operate honestly, then U gains nothing unless she spends the expected amount of payment for the communication. 4 . Anonymity has been preserved in the course of the exchange:
an outside observer does not know the relationship between U and D.
In (1), the concept of service has different meanings in different settings: in a connection-based mix-net, service refers to the connection between U and D; in message-based mix-net, service means that D receives U 's message and that N 1 , . . . , N perform desired permutations on input messages. In (3), we do not specify whether mixes can get payment. If U can prevent mixes from getting payment after providing service (though doing so does not make U better off), we say that the fairness is weak. Otherwise, we say the fairness is strict.
In the next section, we present a design for electronic payment which helps build fair exchange protocols in a mix-net.
A Rip Coin for Mix Networks
For making electronic payments, we use a form of electronic cash (ecash). Ecash has the properties of anonymity and untraceability, which mesh well with mixnets. In an off-line ecash system, the payment process does not need to go through the bank each time, and thereby is very efficient in communication. However, such an approach faces the threat of double-spending, that is, illegal use of the same coin multiple times. Existing solutions (e.g., [19] ) to this problem typically construct a digital coin in such a way that double-spending will disclose the spender's identity. However, they tend to be more computationally intensive, involving multiple discrete exponentiations. Double-spending can be more efficiently avoided with vendor-specific coins, each of which can be deposited by only a specific vendor; the vendor compares the current coin with the previous ones to ensure that it hasn't been used before [25] . However, as Rivest and Shamir point out [25] , such coins are limited due to their inflexible nature: customers may not be able to predict which vendors they are going to patronize. In a mix-net, however, this is not a problem. Users of a mix-net must know ahead of time the path of mixes before constructing their onions. In our construction, the bank will not know which vendor the coin is for, so nothing is exposed by requesting vendor-specific coins. More importantly, previous research suggests that the users should stick to the same mix path to transmit their follow-up messages for a period of time, in order to prevent passive logging attacks, which allow an attacker to identify an initiator by logging observations over time [24, 28, 29] . This means that users should not need to interact with the bank very frequently.
Since users will know their vendors in advance and maintain their paths, we can design a very efficient vendor-specific rip coin for use in mix-nets. We describe the construction of this new coin, and the related protocols (withdrawing, spending, depositing) in the following paragraphs. Rip coins: A rip coin for mix N is a pair c N = (c N,1 , c N,2 ) , where c N,1 is the first half and c N,2 is the second half. H(c N,2 ). Withdrawing coins: To withdraw a coin, user U has to obtain the bank's signature on the string x N , known only to U . The bank B's signature must not be useful in producing a signature of another legal message. The signing technology implemented here is a blind signature [10] , which makes sure that the bank cannot know which message was signed. For clarity of presentation, we do not present the details of the signature scheme here. Instead, we simply state that U holds a blinding function f (.) and can unblind the signed message with another function f −1 (.). In addition, we assume that every coin has the same publicly-known value. The process of user U withdrawing coins from bank B, at which U has a balance, proceeds as follows: Note that in any known protocol that uses e-cash payments for anonymous communications, the bank is in a position to perform a weak intersection attack.
Coins spent and coins deposited will match services used over time. However, this attack can be mitigated by users withdrawing a number of coins in advance and by the digitial cash being used for other purposes and merchants besides anonymous communications servers.
In the following sections, we will show how to use this rip coin protocol to design a fair exchange mechanism in a mix-net.
A Fair Exchange Protocol for Connection-Based Mix-Nets
In a connection-based mix-net, user U can set up a connection with D by sending an onion though a sequence of mixes N 1 , . . . , N . Then, each mix N i=1,···, transmits data between U and D until finally U tears down the connection. In this section, we present a weak fair exchange protocol for connection-based mixnets, assuming that user U neglects the communication costs of transmitting the second half coins. Fair exchange in a connection-based mix-net can take advantage of the fact that the user knows whether the connection gets through. A simple approach proceeds as follows: user U pays each mix on its path the first half of a coin in the connection-setup phase; the mixes provide connection service to U ; U issues the second halves when disconnecting. This protocol is incentive-compatible. U does have the incentive to pay the first halves, otherwise her connection won't get through. The mixes have an incentive to provide service honestly, otherwise they won't get paid. After paying the first halves, U has lost all these coins, and thereby would be willing to complete the payment if the costs of distributing second halves are negligible. This is especially true since U would likely need to make a special effort, e.g., modifying the client software or physically disconnecting the computer from the network, in order to disrupt payment. We call this protocol direct anonymous exchange. In the following paragraphs, we present the details of the protocol, especially how to achieve anonymity in the exchange process.
Connecting:
1. An user U who plans to connect to a responder D chooses a sequence of mixes N 1 , . . . , N and withdraws from the bank a sequence of rip coins c 1 , . . . , c . Then U constructs an onion M 1 to wrap its connection message M . An onion M i , 1 ≤ i ≤ − 1 is constructed as follows, where {·} P Ki denotes encryption under the public key P K i of N i :
In other words, U inserts a half coin at every layer of the onion constructed. In
Step 2, U distributes the second halves of the coins to mixes. U should send them out in a reversed order (from N to N 1 ). This is because a rational mix will stop doing anything for the connection after receiving its payment. The central rationale of this protocol is that U would tend to neglect the overhead of a few more messages for completing the payment after accomplishing large amount of communication via the connection.
In the case that users do care about the overhead for sending second halfcoin, an alternative is for the bank to periodically force users to submit, via a DC-net [11] , the second half-coins. Here we briefly sketch the idea. Users form a neighbor-relationship graph in which one is represented as a vertex and shares a long secret key with each of her neighbors. The long key is divided into many slots, each the length of a second-half coin. To send her report, a user first XORs all her secret keys together to get a string (report), from which she randomly chooses several slots according to the number of coins being used to XOR the corresponding second halves onto. After collecting reports from all users, the bank XORs these reports together to obtain second halves 1 . This approach preserves full anonymity during the payment process, and permits the bank to detect if a user fails to submit second half-coins.
A Fair Exchange Protocol for Message-Based Mix-Net
In this section, we describe a fair exchange protocol for message-based mix-nets, which can achieve strict fairness in exchange.
The Protocol
Previous research shows that without a trusted third party, strict fairness cannot be achieved in exchange [26] . In a message-based mix-net, the service a mix offers is to honestly process and forward a user's onion to the next hop. Therefore, we can use the next hop as a third party in the exchange of services and payment between the user and the mix. To implement this idea, we need to tackle two central issues. First, we expect a strict fair exchange. That is, either both parties get what they want or neither benefits. Therefore, the user should not give out her payment without ensuring that the mix will forward her message, and the mix will not forward the message without being assured that its successor can complete the payment for her. Second, the next hop itself is self-interested. We need an incentive mechanism to encourage it to follow the protocol.
We tackle the first issue as follows. The user U wraps inside each layer of her onion the second-half coin of the payment for the preceding hop, the first half of a coin for this hop, and an "envelope" that proves that the second-half coin for this hop is inside the next layer of the onion. This assures individual mixes that they will get the payment after forwarding the onion to the next hop. At the same time, it also assures U that her message will be forwarded. We further discuss a game theoretic strategy that provides a strict incentive to every player to help its preceding neighbor. For this construction, we assume that the destination D is a participant in the protocol. D is willing to follow the protocol because D is interested in the message contents. We will further discuss this assumption below.
The main protocol:
1. User U , who intends to send a message M to destination D, first chooses a sequence of mixes N 1 , . . . , N , prepares a sequence of coins c 1 , . . . , c and then constructs an onion M 1 . We describe the onion wrapped inside ith layer, 1 ≤ i ≤ − 1, as:
where E i is an "envelope" that, intuitively, includes the second-half coin c i,2 encrypted under P K i+1 in a way that N i can verify this. How E i is constructed is described in Section 5.2. The above protocol guarantees that no mix profits without performing step 3. Therefore, the protocol is fair in a strict sense. The problem is how to ensure all players honestly perform step 4. Here we present a mechanism that achieves this goal in a self-enforcing way.
The cooperation problem in step 4 can be modeled as a RPD game, presuming that users create paths in such a way that for mixes N and N , N immediately follows N in a path with the same probability with which it immediately precedes N in a path. For example, suppose users randomly choose paths of length from a total of m mixes, without replacement. Then, the probability that mix N precedes N is transmissions. As such, two neighboring mixes repeatedly interact with each other, with the same probability of acting as the next-hop mix in Step 4 of the protocol. If both honestly execute Step 4, they are better off than if they both defect. Although one may enjoy "free riding" on the other's cooperation without reciprocation, according to our assumption 2 (see Section 3.1), the free-rider will lose more if the other does the same to it in the future.
"Tit-for-tat" (TFT) has been deemed as an effective means to encourage cooperation in a RPD game. We now describe how to implement it in mix-nets.
Incentive mechanism for
Step 4: Essentially, the above mechanism says that each mix always follows its neighbor's behavior in the last interaction, cooperation or defection. It retaliates against the mixes deviating from the protocol, thereby removing their economic incentives to defect in future moves. On the other hand, it also shows some forgiveness: after defectors return to cooperating, other mixes will cooperate with them.
Previous research shows that TFT satisfies evolutionary stability [5] : if all mixes play this strategy at the beginning, an individual mix's optimal strategy is to follow the strategy afterwards; even if a few mixes follow other strategies (e.g, they were temporally captured by adversaries), they will be attracted back to this strategy. An interesting property of this mechanism is that messages still get through the path even when some mixes are retaliating against each other.
A similar strategy also works for the responder, D. If mix N has not received its coin from D in the last interaction, it will refuse to deliver the message in the current interaction but resume cooperation in the future. If D values reception of messages above processing overhead of Step 6, its optimal strategy is never defecting.
A default assumption for TFT strategy is that the communication channel is reliable: No message will be lost after transmission. On an unreliable channel, mix N may falsely retaliate against N after the message in Step 4 is lost, which will further trigger N to retaliate against N , and thus both parties will not cooperate afterwards. A simple solution is given by modifying GTFT: let individual mixes choose retaliation with a large probability. That is, instead of retaliating for every defection, a mix may completely forgive a defector with a small probability. This guarantees that once such a misunderstanding happens due to the lossy channel, the mixes will resume cooperation eventually.
Envelope Construction
Strict fairness requires that individual mixes know that the initiator has already completed payment before forwarding her messages. This is achieved in the protocol described in Section 5.1 through the construction of envelope E i . A properly constructed envelope E i consists of (i) a ciphertext encrypted under the public key P K i+1 of the next mix N i+1 and (ii) an accompanying noninteractive zeroknowledge proof Π that the corresponding plaintext is the second half-coin c i,2 that matches the first half-coin c i,1 (i.e., H(c i,2 ) = v where c i,1 = ((N i v), σ) ). Here we sketch one construction for E i ; others are possible, e.g., drawing from techniques for verifiable encryption of signatures (e.g., [4] ).
For the encryption algorithm with which c i,2 is encrypted under P K i+1 , a chosen-ciphtertext-secure encryption is advisable since N i+1 acts as a decryption oracle for P K i+1 in the protocol of Section 5.1. Such cryptosystems were proposed by Shoup and Gennaro [27] , for example, which are secure in the random oracle model assuming either the computational or decisional Diffie-Hellman assumption in a cyclic group G. Rather than detail these encryption schemes here, we note that components of a ciphertext of a plaintext m using public key P K include elements of the form α = g r , and β = m(P K) r for public g, P K ∈ G (and secret r generated during encryption)
2 . The noninteractive zero-knowledge proof Π can thus be easily constructed for certain choices of the one-way function H. For example, suppose G is chosen such that computing square roots is intractible in G, i.e., for any realistic adversary 2 A ciphertext also includes an elementᾱ =ḡ r for a publicḡ ∈ G, and a noninteractive zero-knowledge proof that log g (α) = logḡ(ᾱ). To further encourage Ni to deliver Mi+1 to Ni+1, the sender could create the random challenge for this zero-knowledge proof by hashing over inputs that include Mi+1.
For such a group, an appropriate choice for H : G → G is H(x) = x 2 . In this case, Π can be constructed as non-interactive zero-knowledge proof of discrete logarithm equality, specifically that log g (α) = log (P K) 2 
. There exist such proofs in the random oracle model that are computationally as expensive as a digital signature, even if the order of G is unknown (e.g., [4, 17] ).
Security Analysis
Here, we analyze anonymity and fairness achieved by the protocols presented in previous sections.
The exchange protocol presented in Section 4 fully preserves anonymity in connection-based mix-nets. In the protocol, the first-half coins are paid through the connection onion and the second-half coins are paid through the connection itself. Therefore, no extra information has been leaked to either mixes or external observers. This protocol also achieves fairness in a weak sense, given that users neglect the overheads of completing payment.
The exchange protocol presented in Section 5 is embedded in the original mix-net protocol. Therefore, no extra information is leaked out in either the forwarding process or the retaliation mechanism. The proposed protocol employs the successor of individual mixes as a third party in exchange of payment and service. An initiator U gives the first-half coin to the mix N i via onion M i , and encrypts the second-half coin in an envelope only accessible to the next hop mix N i+1 . On one hand, to collect the second-half coin, N i has to honestly forward M i+1 (not a junk bit string) to the next hop. Otherwise, it will not get the right half coin from N i+1 . On the other hand, N i+1 also cannot steal N i 's coin because it does not have access to the first half-coin. The envelope in M i also convinces N i that U has completed the payment. Therefore, if N i+1 behaves rationally, strict fairness is achieved between the initiator and the mix. We take an evolutionary stable strategy called tit-for-tat to engineer third parties' incentive. Once established in the mix-net, this strategy becomes every player's optimal strategy towards the others. In other words, acting as an honest third party becomes every player's best choice. Implementation of this strategy also exhibits a very interesting property in mix cascade networks and mix networks: even in the presence of some defecting mixes, rational mixes still deliver initiators' onions as long as the responder behaved properly in previous interactions. This is because mixes retaliate against each other by not shipping the second-half coins, while the onions will still be forwarded. are prime. The computational and decisional Diffie-Hellman problems are also believed to be hard in this group [7] . Though the Shoup-Gennaro cryptosystems [27] are specified for a prime-order group, they can be modified trivially to work over this group.
Conclusions
Reliability is a real problem in today's mix networks [14] , and it is not likely to go away on its own. When we approach this problem, if we model nodes as either well-behaved or malicious, we end up with draconian, expensive solutions or heuristics that don't have strong properties. We believe that it is more useful to consider mixes and users as rational players who will act according to the incentives they can expect to obtain from their actions. Although we are not the first to consider a payment system in this model, we are the first to handle the crucial aspects of fair exchange in the payment process. Without fair exchange, incentives to provide service or provide payment will fail; rational agents do not enter agreements without fairness (unless they are the ones who can gain the unfair advantage).
Our constructions are not significantly more costly than existing protocols that do not have reliability, and are far more efficient than protocols with strong reliability guarantees. Furthermore, just as a business expecting income might spend money for cash registers and accountants, we expect that mix operators will be willing to do more work in a system that compensates them for the costs.
