Sorting is common process in computational world. Its utilization are on many fields from research to industry. There are many sorting algorithm in nowadays. One of the simplest yet powerful is bubble sort. In this study, bubble sort is implemented on FPGA. The implementation was taken on serial and parallel approach. Serial and parallel bubble sort then compared by means of its memory, execution time, and utility which comprises slices and LUTs. The experiments show that serial bubble sort required smaller memory as well as utility compared to parallel bubble sort. Meanwhile, parallel bubble sort performed faster than serial bubble sort to implement the algorithm on FPGA.
Introduction
Sorting is a process that can be utilized in many applications. The applications vary from its origin computer science to other fields such as management, economic, etc. In computer science, sorting can be used to sort data either ascending or descending which is usually required in algorithm such as evolutionary algorithm. In management, one example is in risk management. The decision is taken based upon risk calculation. Before the decision is made the risk will be sorted to find the smallest. The number of data to be sorted are also vary from small number (e.g. less than 100) to large number of data depends on the application. There are also many variations of the algorithm in sorting process.
Several algorithms to undertake the sorting process are selection sort, merge sort, insertion sort, Heap sort, Radix sort, and bubble sort. Heap sort, Radix sort, and merge sort are powerful to sort large number of data [1] . Meanwhile the selection sort, insertion sort and bubble sort are powerful for few data.
Selection and bubble sort are almost similar in term of the algorithm. The difference of those two algorithms lie on the array utilization in selection sort. In the selection sort, the sorting is based on the maximum value on each array, whereas in bubble sort each component is swapped one by one. Therefore it leads to the complexity different for both the algorithms. The complexity of bubble sort is O (4n 2 ), whereas selection sort is O (2n 2 ) [2] . Nevertheless, for small number of input, bubble sort is the simple but powerful algorithm compared to the others [3] .
Bubble sort can be utilized to sort N numbers whether ascending or descending. Basically, bubble sort is undertaken in three main steps [4] . Firstly, the algorithm would step each input from the first to the last. The first position is occupied whether by smallest number or largest number, depend on the orientation of the sorting process (i.e. ascending or descending). Secondly, the two adjacent input then would be compared. Finally, if the two adjacent inputs are in wrong order, the algorithm would swap it to the right order. The aforementioned steps would be repeated until no swap is required. Therefore, the final result would be numbers from the smallest to the largest for ascending or from the largest to the smallest for descending.
Research on bubble sort have been conducted in various application. Firstly, parallel bubble sort to utilize the concept in parallel computing [5] . Parallel computing means several calculations undertaken simultaneously [5] . Secondly study on bubble sort to assess the performance of visualization to promote the theory of understanding based on application rather than syntax [6] . Thirdly, bubble sort approach for channel routing [7] . Finally, study that compare serial and parallel computing on bubble sort with statistical bond [8] . This paper used statistical approach rather than mathematical approach. Therefore, it is represented in variant system rather than exact value like in mathematical approach [8] .
Sorting is a basic process, hence it can be implemented in various platform. Field Programmable Gate Array (FPGA) is one of a desirable platform to implement sorting process. FPGA is still widely employed, especially in the industry. The advantage of using FPGA over another device is that in FPGA there will be no redundancy because the gate utilized in FPGA has not been prescribed yet [9] . Therefore, the utilization of resource is energetically effective [10] . Moreover, it is also mentioned that FPGA has considerable performance [10] .
Sorting implementation on FPGA have been researched by many researchers. Srivasta et al. [10] proposed hybrid design for large scaling sorting on FPGA. Other research on high-speed parallel scheme for data sorting on FPGA. [11, 12] . Parallel sorting which was conducted by Sogabe [13] and Martínez [14] . Last but not least is comparison study of many sorting algorithms covering parallel merge sort, parallel counting sort, and parallel bubble sort on FPGA [15] .
The focus of this study is to implement bubble sort algorithm on FPGA. Bubble sort was chosen due to its simplicity and accuracy if the number of input data is fairly small. This study would contribute on two aspects. Firstly, the implementation of bubble sort on FPGA both serial and parallel approach. Secondly, the comprehensive comparison between serial and parallel approach on bubble sort algorithm implementation on FPGA.
The remainder of this paper is organized as follows: section two would elaborate bubble sort section three would explain the research method, section four would shows the results and give some discussion, and the last section is conclusions.
Methods

Serial Bubble sort
Generally, serial bubble sort sequentially compares two number from leftmost to rightmost [3] . The order depends on whether it is ascending or descending. If it is ascending the largest number would be in the rightmost, otherwise would be in the leftmost. The schematic of serial bubble sort is delineated in Figure 1 .
As shown in Figure 1 , each consecutive step is undertaken by comparing two adjacent number. On the top left of the figure, two leftmost adjacent numbers are compared. In case of ascending the smaller number would be put in left side. On the contrary, in case of descending the larger number would be positioned in the left side.
The next step is to compare the next two numbers. Similar to the first step those number are compared and swapped. The same steps continue until the last number and called first stage. After all the number in the first stage has been compared, the rightmost of the number will be fixedly positioned. Therefore in the next stage, the aforementioned number would not be compared again.
The second stage then compared the 2 leftmost number again. It continues until one number before the last number similar to the first stage. In Figure 1 the fixedly last number is colored orange. Thus, it distinct which number can still be compared (blue), which cannot (orange).
The next stage until last stage is executed similarly, the only difference is that in the next stage, the rightmost number is reduced by one number as shown in Figure 1 . The stage finish when all the Figure. 1. Scheme of serial bubble sort.
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number in each position has been compared to the number which position is right. Therefore, the position of each number will be prescribed based on the value of the number. The pseudo code for serial bubble sort is shown in algorithm 1.
As shown in the pseudo code, there are two loops in total bubble sort algorithm. The first loop is the top loop. The top loop define the stage of the algorithm. The number of stage is the number of data minus 1.
Meanwhile, the second loop is the bottom loop. It defines the step of the algorithm. The number of the step depends on the stage. It is number of data minus the undergoing stage.
Parallel Bubble sort
The idea of parallel bubble sort is to create parallel swapping. When in the serial bubble sort there is only 1 comparing process in parallel bubble sort there are n/2 (n is total input) comparing process. The schematic of one sorter is depicted in Figure 2 .
As shown in Figure 2 , there are n input data that would be sorted (i.e. in1, in2, ..., in(n)). The first step is comparing each two adjacent numbers which is undertaken in swapper. After the first swap, the first and last number is located into the first and last output respectively (i.e. out 1 and out n). Meanwhile, the other number after the first swap will be compared again with its adjacent number. However, the adjacent number is now changed. In the first swap process, the numbers to be compared are odd number followed by even number. Whereas in the second swap the numbers to be compared are even number followed by odd number.
Similar with the serial bubble sort, in parallel bubble sort there are also many stages. In each stage, contains several steps which has been previously elaborated. The schematic of the total stages in parallel bubble sort is shown in Figure 3 . As shown in Figure 3 , there are n-1 sorter. Each sorter would sort all the input (n input). Inside each sorter, there are two swappers as mentioned in the previous explanation.
Therefore, each number will compared to all the other numbers and placed in the right position. The pseudo code of parallel bubble sort is shown in Algorithm 2. As shown in the pseudo code, there are three loops in total bubble sort algorithm. The first loop is the top loop. The top loop define the stage of the algorithm. The number of stage is the number of data minus 1.
Meanwhile, the second and third loop is the bottom loop. It defines the step of the algorithm. The second loop is the first swapper, whereas the third loop is the second swapper. The number of the step in the first swapper is half of number of data minus. Meanwhile, in the second swapper is half of number of data minus 1.
Serial Bubble Sort Implementation on FPGA
The implementation of serial bubble sort on FPGA contains two main steps. The steps are number representation and component implementation. This sub-section would rigorously discuss those steps.
Number Representation
In this study, the number is represented as 6 bit two's complement. The representation of the number is shown in Figure 4 .
Component Implementation
There are four levels of component in serial bubble sort. Firstly, the top level is bubble sort itself which sort all the input into the right position. Secondly, swapper which swap two inputs if the condition is met. Thirdly, comparator which compare two inputs. Lastly, adder which was utilized to subtract two inputs to define the larger number in the comparator component. Figure 5 shows one example of bubble sort component. In this example, only 8 inputs and outputs used. In the real experiment the number of input and output is varied. In this component the input would be ordered. The outputs are input that have been arranged whether ascending or descending. Inside this component, there are many swappers which is shown in Figure 6 . Figure 6 delineates the structure of the swapper which form top level bubble sort. In the first stage there are n-1 swappers i.e. to compare 2 adjacent numbers from 1 to n-1 with 1 increment. The next stage the number of swapper is reduced one each level. It means that the swapping process is reduced one step from the previous stage.
Inside swapper component there is a comparator component and multiplexer. The structure of swapper component is depicted in Figure 7 . The comparator is delineated as one component, whereas the multiplexer is the combination of logic gates. The multiplexer is used to define the output after swapping process. Therefore, it has 2 outputs.
Inside comparator component there is an N bit adder. The structure of swapper component is depicted in Figure 8 . The comparing process is undertaken by adding the first input with the negative of the second input. Finally, inside N bit adder there are 6 full adders which undertake the adding process.
Parallel Bubble Sort Implementation on FPGA
Similar to the serial bubble sort, the implementtation of parallel bubble sort on FPGA contains two main steps. The steps are number representation and component implementation. The number representation in parallel bubble sort is similar with serial bubble sort. Therefore, this sub-section wou- 
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ld only sophisticatedly discuss the component implementation.
Component Implementation
There are five levels of component in parallel bubble sort. Firstly, top level sorter which sort all the input into the right position. Thirdly, bottom level sort which sort each two numbers. Thirdly, swaper which swap two inputs if the condition is met. Fourthly, comparator which compare two inputs. Lastly, adder which was utilized to subtract two inputs to define the larger number in the comparator component. Figure 9 shows one example of top level sorter component. In this example, only 8 inputs and outputs used. In the real experiment the number of input and output is varied. In this component the input would be ordered. The outputs are input that have been arranged whether ascending or descending. Inside this component, there are many swapers which is shown in Figure 10 . Figure 10 delineates the structure of the bottom level sorter which form top level sorter. There are n-1 bottom level sorter to form top level sorter with n inputs and n outputs. The large view of the bottom level sorter is delineated in Figure 11 .
Bottom level sorter consist of n inputs and n outputs (n = 8). Each bottom sorter represent the sorter in the block diagram which has previously been elucidated in Figure 3 . Inside bottom level sorter there are n-1 swapper as shown in Figure 12 .
The n input from top level sorter will be maped in bottom level sorter. The inputs would enter the swapper and positioned as shown in Figure 12 . If the order is wrong, then it would be swapped. Otherwise, no swapping would be undertaken. Inside swapper there is comparator in which have adder and multiplexer inside it. Swapper, comparator, and adder component in parallel bubble sort are similar with those in serial bubble sort.
Scenario
In this study, both serial and parallel bubble sort would be implemented on FPGA. The input would be varied from 4 to 40. Its increment is 2. Therefore, the input variations are 4, 6, 8, 10, 12, 14, .., 40. The increment is defined to be two, because in parallel bubble sort it would be efficient if the number of input is even number.
The device utilized is Spartan 3A. Meanwhile the value of the inputs are varied from negative and positive. There are also similar number to test the performance of the sorter completely.
There are three main performance criteria employed in this study. The first criteria is execution time. The time required by the algorithm too implemented in the FPGA is calculated and compared. The second criteria is memory. Memory required by the algorithm to operate is assessed and compared. Lastly, resources needed by the algorithm. Resources that compared cover slices and LUTs.
Results and Analysis
Serial Bubble Sort
From the experiments it is evident that serial bubble sort can be employed to sort the numbers. From 4 to 40 inputs, all variation could successfully be sorted by serial bubble sort. One example of 8 input is shown in Figure 13 . The representation of the number before and after sorted are listed in Table 1 .
The accuracy of serial bubble sorter is 100%. This is due to the fact that there is no number that is not compared by the others. Therefore, it covered the worst case.
To improve the system by means of its memory as well as its execution time, optimization procedure can be taken into account. By utilizing optimization process the unnecessary processes can be overlooked. Hence the time and resources can be reduced.
Parallel Bubble Sort
From the experiments it is apparent that parallel bubble sort can be utilized to sort the numbers. From 4 to 40 inputs could successfully be sorted by parallel bubble sort. One example of 8 input is shown in Figure 14 . The representation of the number before and after sorted are listed in Table 2 .
The accuracy of parallel bubble sorter is 100. This is due to the fact that all number in the input is compared by the others. Therefore, it cope with the worst case.
To improve the system i.e. reducing memory as well as its execution time, optimization procedure can be empowered. By employing optimization process the unnecessary processes can be eradicated. Therefore, the time and resources utilization can be reduced.
Comparison of Serial and Parallel Bubble Sort
In this study, serial bubble sort and parallel bubble sort are compared. The comparison was focused on the execution time and resources. The execution time comparison is depicted in Figure 15 . Meanwhile the resources by means its memory is delineated in Figure 16 .
In execution time, parallel bubble sort perform better than serial bubble sort. Parallel bubble sort can sort the input faster than serial bubble sort. 
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This is due to the fact that several process in parallel bubble sort can be executed parallel. Therefore, it does not have to wait the previous process done to be executed. Meanwhile, in serial bubble sort, the next process would be undertaken after the previous process have finished. Even though the more process executed at the same time would cause the system take longer time to finish it, the result shows that the compensation does not affect the final result. In terms of memory, parallel bubble sort required memory larger than serial bubble sort. Parallel bubble sort required larger memory because it undertook several processes at the same time. Therefore, each process would take larger capacity of memory.
This phenomenon is the compensation of faster process in parallel bubble sort. Serial bubble sort can be employed with limited memory capacity, whereas parallel bubble sort can operate faster. The detail comparison between serial bubble sort and parallel bubble sort are listed Table 3 for memory and time comparison.
Conclusion
In this paper, bubble sort has been successfully implemented on FPGA. Serial bubble sort required smalller memory as well as utilities, i.e. slices and LUTs compared to parallel bubble sort. Meanwhile, parallel bubble sort is faster than serial bubble sort to undertake the processes. 
