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Diplomsko delo podrobno predstavlja programirljivi logični relejski sistem PLC logic in 
njegovo uporabo za vodenje makete zavarovanega železniškega prehoda. 
 
Poleg omenjenega sistema so pomembnejše uporabljene komponente za uspešno realizacijo 
zastavljene naloge mikrokrmilnik Arduino Uno, induktivna bližinska merilnika in 
servomotorja. 
 
Vodenje makete zavarovanega železniškega prehoda je doseženo s kombinacijo dveh 
funkcionalno različnih programov različnih programskih jezikov. Prvi program, ustvarjen s 
programskim jezikom lestvični diagram, nadzira vhodno-izhodne signale in skrbi za vodenje, 
medtem ko drugi, ustvarjen s programskim jezikom C, krmili servomotorja, pri čemer 
pomembno vlogo igra električno izbrisljivi programirljivi bralni pomnilnik EEPROM. 
 
Glavna rezultata diplomskega dela sta torej podrobna predstavitev programirljivega 
logičnega relejskega sistema PLC logic in njegova uspešna implementacija za vodenje makete 
zavarovanega železniškega prehoda. 
 
Ključne besede: programirljivi logični relejski sistem PLC logic, vodenje, maketa 













The thesis presents the programmable logic relay system PLC logic in detail and its 
application for controlling the model of protected level crossing. 
 
In addition to this system, important components used for successful realization of the set 
task include the Arduino Uno microcontroller, inductive proximity sensors and servomotors. 
 
The control of the model of protected level crossing is achieved by a combination of two 
functionally different programs of different programming languages. The first program, 
created in Ladder Diagram programming language, controls the input and output signals and 
also the supervisory part of control, while the other, created in programming language C, 
controls the servomotors. There, an electrically erasable programmable read-only memory 
EEPROM plays an important role. 
 
The main results of the thesis are therefore a detailed presentation of the programmable 
logic relay system PLC logic and its successful implementation for controlling the model of 
protected level crossing. 
 
Keywords: programmable logic relay system PLC logic, control, protected level crossing 







Kazalo slik.................................................................................................................................... 2 
1 Uvod ......................................................................................................................................... 4 
2 Programirljivi logični relejski sistem PLC logic ......................................................................... 6 
2.1 Krmilnik PLC-V8C/PT-24DC/BM ................................................................................ 12 
2.2 Programska oprema LOGIC+ ..................................................................................... 13 
3 Lestvični diagram ................................................................................................................... 22 
3.1 Ostali programski jeziki ............................................................................................. 24 
4 Mikrokrmilnik Arduino Uno in programska oprema Arduino ............................................... 26 
5 Praktična implementacija diplomskega dela ......................................................................... 30 
5.1 Maketa zavarovanega železniškega prehoda ........................................................... 31 
5.2 Konfiguracija projekta ............................................................................................... 34 
5.3 Programska shema lestvičnega diagrama ................................................................. 36 
5.4 Programska koda krmiljenja servomotorjev ............................................................. 40 
5.5 Ožičenje ..................................................................................................................... 45 
6 Sklepne ugotovitve ................................................................................................................ 46 





Slika 1: Programirljivi logični relejski sistem PLC logic (osnovni modul) .................................... 6 
Slika 2: Uporabljeni osnovni modul programirljivega logičnega relejskega sistema PLC logic .. 7 
Slika 3: Združitev nivojev ter primer povezave s senzorjem in aktuatorjem ............................. 8 
Slika 4: Osnovni in razširitvena modula ...................................................................................... 9 
Slika 5: Komponente programirljivega logičnega relejskega sistema PLC logic ....................... 10 
Slika 6: Krmilnik PLC-V8C/PT-24DC/BM.................................................................................... 12 
Slika 7: Pojavno okno ob zagonu programske opreme LOGIC+ ............................................... 13 
Slika 8: Uvodna stran programske opreme LOGIC+ ................................................................. 14 
Slika 9: Izbira osnovne enote za projekt znotraj programskega okna New Project ................. 15 
Slika 10: Uporabniški vmesnik programske opreme LOGIC+ ................................................... 15 
Slika 11: Razdelka programskega okna Toolbox....................................................................... 16 
Slika 12: Nekateri elementi razdelka Data Items ..................................................................... 16 
Slika 13: Zavihek Data Items ..................................................................................................... 17 
Slika 14: Nekateri elementi razdelka Catalog ........................................................................... 18 
Slika 15: Primer konfiguracije relejskih kanalov ....................................................................... 19 
Slika 16: Programsko okno Program Editor s primerom programske sheme funkcijskega 
bločnega diagrama ................................................................................................................... 19 
Slika 17: Mini orodna vrstica .................................................................................................... 20 
Slika 18: Programsko okno Messages s primerom konflikta na programski shemi ................. 20 
Slika 19: Naslovna vrstica ......................................................................................................... 21 
Slika 20: Menijska vrstica .......................................................................................................... 21 
3 
 
Slika 21: Orodna vrstica ............................................................................................................ 21 
Slika 22: Statusna vrstica .......................................................................................................... 21 
Slika 23: Opazovalno okno s primerom dveh vhodnih enot .................................................... 21 
Slika 24: Preprost primer programske sheme lestvičnega diagrama ....................................... 23 
Slika 25: Mikrokrmilnik Arduino Uno ....................................................................................... 27 
Slika 26: Pojavno okno ob zagonu programske opreme Arduino ............................................ 28 
Slika 27: Uporabniški vmesnik programske opreme Arduino .................................................. 28 
Slika 28: Funkciji setup() in loop() ............................................................................................. 29 
Slika 29: Praktična implementacija diplomskega dela ............................................................. 30 
Slika 30: Konfiguracija relejskih kanalov znotraj programskega okna Hardware Configuration34 
Slika 31: Konfiguracija vhodno-izhodnih enot znotraj urejevalnega okna Data Items ............ 35 
Slika 32: Gumb Edit the label of the object .............................................................................. 35 
Slika 33: Diagrama poteka praktične implementacije diplomskega dela 
(maketa krmiljenja zavarovanega železniškega prehoda) ....................................................... 36 
Slika 34: Programska shema lestvičnega diagrama praktične implementacije diplomskega 
dela (maketa krmiljenja zavarovanega železniškega prehoda) ................................................ 38 
Slika 35: Programska koda krmiljenja servomotorjev (1) ......................................................... 40 
Slika 36: Programska koda krmiljenja servomotorjev (2) ......................................................... 42 
Slika 37: Programska koda krmiljenja servomotorjev (3) ......................................................... 43 
Slika 38: Shema vezave induktivnega bližinskega merilnika z napajalnikom in relejem .......... 45 






Diplomsko delo se osredotoča na predstavitev in uporabo programirljivega logičnega 
relejskega sistema PLC logic nemškega proizvajalca Phoenix Contact GmbH & Co. KG. na 
izbranem primeru praktične implementacije, ki mora biti dovolj zahtevna, da to tudi pokaže. 
 
Predstavitev omenjenega sistema se nanaša na jasno in razumljivo razlago njegove 
uporabnosti in funkcionalnosti, kar je eden izmed ciljev diplomskega dela. Glavni cilj 
diplomskega dela pa je njegova uspešna implementacija za vodenje makete zavarovanega 
železniškega prehoda, kjer pomembno vlogo igra uporaba mikrokrmilnika Arduino Uno. 
 
Glede na to, da je programirljivi logični relejski sistem PLC logic uporabljen za vodenje 
makete zavarovanega železniškega prehoda, diplomsko delo vključuje programiranje 
sistema, ki je seveda bistvenega pomena. Maketo, ki jo je bilo potrebno izdelati za jasno 
predstavitev delovanja sistema, sem izdelal samostojno, s premišljeno izbranimi 
elektrotehničnimi in ostalimi komponentami, izbranimi na podlagi njihovih karakteristik 
oziroma primernosti. 
 
V nadaljevanju si od drugega do vključno petega poglavja diplomskega dela sledijo smiselno 
in sistematično izbrana poglavja in podpoglavja glavnega dela. 
 
Drugo poglavje Programirljivi logični relejski sistem PLC logic je s podpoglavjema Krmilnik 
PLC-V8C/PT-24DC/BM in Programska oprema LOGIC+ razumljivo osredotočeno na podrobno 
predstavitev samega sistema. 
 
Tretje poglavje Lestvični diagram s podpoglavjem Ostali programski jeziki predstavlja vseh 
pet programskih jezikov za programiranje programirljivih logičnih krmilnikov (PLK), s 
poudarkom na lestvičnemu diagramu, kot uporabljenemu programskemu jeziku izbrane 




Četrto poglavje Mikrokrmilnik Arduino Uno in programska oprema Arduino predstavlja 
nepogrešljivo komponento za uspešno vodenje makete zavarovanega železniškega prehoda. 
 
Peto poglavje Praktična implementacija diplomskega dela s petimi podpoglavji predstavlja 
bistvo izbrane praktične implementacije diplomskega dela.  
 




2 Programirljivi logični relejski sistem PLC logic 
 
Drugo poglavje diplomskega dela podrobno predstavlja, razčlenjuje in opredeljuje 
programirljivi logični relejski sistem PLC logic. Skupaj s podpoglavjema 2.1 Krmilnik PLC-
V8C/PT-24DC/BM in 2.2 Programska oprema LOGIC+ predstavlja dve najpomembnejši 
komponenti sistema. 
 
Programirljivi logični relejski sistem PLC logic, prikazan na sliki 1, sestoji iz logičnih modulov 
serije PLC V8C, elektromehanskih in polprevodnih relejev serije PLC-INTERFACE in 
programske opreme LOGIC+. Skupaj s tankimi 6,2 mm širokimi relejskimi moduli serije PLC-
INTERFACE tvori mikrokrmilno enoto, ki je zasnovana za izvajanje manjših procesov 
avtomatizacije. Z 8 fiksnimi vhodnimi enotami in 8 prosto nastavljivimi vhodno-izhodnimi 
kanali relejskih modulov za elektromehanske in polprevodne releje ima sistem modularno 
zasnovo in lahko obdela maksimalno 48 vhodno-izhodnih signalov z dvema razširitvenima 
moduloma serije PLC V8C [1]. 
 




Slika 2 prikazuje osnovni modul programirljivega logičnega relejskega sistema PLC logic, ki 
sem ga uporabil pri praktični implementaciji diplomskega dela. Levo od njega je spončni 
blok, oba pa sta pritrjena na montažno letev. 
 
Slika 2: Uporabljeni osnovni modul programirljivega logičnega relejskega sistema PLC logic 
Programirljivi logični relejski sistem PLC logic združuje moč relejske tehnologije z logičnimi 
funkcijami. V nasprotju z običajnimi krmilnimi napravami modularna zasnova sistema 
omogoča hitro prilagoditev relejskih kanalov z vtičnimi releji. Senzorje in aktuatorje se lahko 
neposredno priključi na releje, kar prikazuje slika 3 [2]. 
Na trgu krmilnih naprav je programirljivi logični relejski sistem PLC logic prvi, ki v celoto 
združuje logični nivo (logični modul), vmesniški nivo (releji) in nivo povezav (spončni blok), 
kar prikazuje slika 3. To pomeni, da sta preklapljanje in nadzor vhodno-izhodnih signalov 




Slika 3: Združitev nivojev ter primer povezave s senzorjem in z aktuatorjem 
Programirljivi logični relejski sistem PLC logic za razliko od običajnih krmilnih naprav 
zmanjšuje potrebno ožičenje, kar pomeni prihranek časa in nižje stroške, saj dodatni spončni 
bloki niso potrebni [2]. 
Druge prednosti uporabe sistema so hitro in očitno ožičenje, priročno ožičenje s potiskom, 
brez uporabe orodja, enostavna namestitev, stroškovni in prostorski prihranek, električno 
izolirane vhodno-izhodne enote in vtični releji, ki omogočajo hitro zamenjavo [2].  
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Programirljivi logični relejski sistem PLC logic omogoča fleksibilno razširitev sistema po 
zaslugi široke izbire različnih modulov. Za zahtevnejše procese avtomatizacije sta poleg 
osnovnega modula na voljo dva razširitvena modula, prikazana na sliki 4, prav tako z 8 
fiksnimi vhodnimi enotami in 8 prosto nastavljivimi vhodno-izhodnimi kanali relejskih 
modulov [2]. 
 
Slika 4: Osnovni in razširitvena modula 
Komponente programirljivega logičnega relejskega sistema PLC logic, prikazane na sliki 5 [3]: 
 Osnovni modul (1) 
Lahko obdela 16 vhodno-izhodnih enot s širino le 50-mm. 
 Razširitveni modul (2) 
Na osnovni modul se poveže preko integriranih priključkov, uporaba orodja ni 
potrebna. 
 Pomnilniški blok (3) 
Omogoča shranjevanje in prenos programov na druge naprave. 
 Relejski moduli (4) 
Modularna zasnova omogoča različne konfiguracije relejskih kanalov. 
 Aplikacija PLC logic (5) 
Omogoča enostavno in hitro prilagoditev parametrov ter nadzor sistema. Z 




Slika 5: Komponente programirljivega logičnega relejskega sistema PLC logic 
Raznolikost krmilnih naprav je posledično prinesla njihovo delitev na več nivojev. Osnovni 
modul programirljivega logičnega relejskega sistema PLC logic je na podlagi vhodno-izhodnih 
kapacitet, pomnilniških kapacitet in hitrosti procesiranja opredeljen kot logični krmilnik 
(tudi pametni ali programirljivi rele) in spada v najnižji nivo krmilnih naprav, ki se uporabljajo 
za enostavnejše procese avtomatizacije, kjer hitrost procesiranja ne igra ključne vloge. 
Primer uporabe so procesi, ki sledijo vnaprej določenemu zaporedju z malo ali brez 
odstopanja, kot npr. parkirne ovire, avtopralnice, prodajni avtomati in enostavna oprema za 
pakiranje [4], [5]. 
Zmogljivejše krmilne naprave pa so razdeljene na sledeče tri nivoje: 
• Kompaktni PLK (ang. Compact PLC) - PLK, pri katerem so v istem ohišju nameščene vhodno-
izhodne enote, centralna procesna enota in napajalnik v nespremenljivi konfiguraciji, kar 
omogoča enostavno vodenje manj zahtevnih sistemov [6]. 
V primerjavi z logičnim krmilnikom ponuja večjo vhodno-izhodno kapaciteto, višjo hitrost 
procesiranja in vhodno-izhodne razširitve. Primer uporabe so rezalni stroji in serijsko 
krmiljenje mehanizacije za stekleničenje [4], [5]. 
• Modularni PLK (ang. Modular PLC) - PLK, pri katerem je mogoča vzpostavitev želene 
konfiguracije vhodno-izhodnih enot in procesorske moči, kar omogoča izvedbo 
najzahtevnejših sistemov vodenja [6]. 
V primerjavi s kompaktnim PLK ponuja večjo vhodno-izhodno in pomnilniško kapaciteto ter 
večjo procesorsko moč. Poleg tega ponuja različne možnosti povezovanja. Uporablja se za 
kompleksnejše procese z velikimi količinami podatkov, ki zahtevajo visoko hitrost 
procesiranja. Primer uporabe sta radiofrekvenčno razvrščanje (ang. Radio-frequency 
identification, RFID) proizvodov na tekočem traku in hitrostno tiskanje etiket [4], [5]. 
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• Programsko nastavljivi krmilnik (ang. Programmable Automation Controller, PAC) - 
Industrijski krmilnik z zmožnostmi osebnega računalnika in ustrezno programsko opremo, ki 
omogoča izvedbo naprednih sistemov vodenja [6]. 
V mnogih pogledih združuje zmogljivosti osebnega računalnika in programirljivega logičnega 
krmilnika oziroma ponuja številne prednosti obeh. Poleg tega omogoča večjo fleksibilnost pri 
programiranju, največje pomnilniške kapacitete, boljšo povezljivost oziroma različne 
možnosti povezovanja in širše nadzorne zmogljivosti. Uporablja se za kompleksne 
avtomatizirane arhitekturne sisteme, ki so pogosto sestavljeni iz številnih računalniških 
aplikacij, vključno s HMI (ang. Human Machine Interface) funkcijami in naprednimi nadzori 




2.1 Krmilnik PLC-V8C/PT-24DC/BM 
 
Krmilnik z oznako PLC-V8C/PT-24DC/BM, prikazan na sliki 6, predstavlja logični nivo oziroma 
»možgane« programirljivega logičnega relejskega sistema PLC logic. Ponaša se z integrirano 
uro realnega časa, povezavo z računalnikom preko vtičnice mikro USB, vtično povezavo, 
priključkom za zunanji pomnilniški blok in priključkom za povezavo z industrijskem omrežjem 
PROFIBUS DP [7]. Poleg tega vsebuje 8 integriranih digitalnih vhodov, od katerih sta dva 
lahko konfigurirana kot analogni vhod (0-10 V) [2]. 
 




2.2 Programska oprema LOGIC+ 
 
Programska oprema LOGIC+ (verzija 1.11) je intuitivno grafično orodje za konfiguracijo, 
programiranje in parametriranje kontrolnih naprav. S svojo preprosto in uporabniku prijazno 
funkcionalnostjo omogoča hitro implementacijo projektov oziroma enostaven razvoj, prenos 
in zagon projektov na priključeni napravi. Poleg tega omogoča predhodno testiranje 
delovanja programske logike brez povezave s strojno opremo, saj njena integrirana 
simulacija deluje tako v povezanem, kot nepovezanem načinu [2], [8]. 
Programska oprema LOGIC+ podpira programiranje z dvema programskima jezikoma 
mednarodnega standarda IEC 61131-3 za programiranje programirljivih logičnih krmilnikov 
(PLK). Oba programska jezika sta grafična, in sicer lestvični diagram 
(ang. Ladder Diagram ali Ladder Logic) oziroma LD ter funkcijski bločni diagram 
(ang. Function Block Diagram) oziroma FBD. Oba programska jezika sta podrobneje opisana v 
poglavju 3 Lestvični diagram oziroma podpoglavju 3.1 Ostali programski jeziki. 
Slika 7 prikazuje pojavno okno ob zagonu programske opreme LOGIC+. 
 
Slika 7: Pojavno okno ob zagonu programske opreme LOGIC+ 
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Uvodna stran uporabniškega vmesnika programske opreme LOGIC+, prikazana na sliki 8, je 
smiselno razdeljena na tri razdelke. Na levi strani uvodne strani so pod naslovom Recent 
projects navedeni nazadnje uporabljani projekti, na sredini pod naslovom Try one of our 
sample projects je na voljo seznam vzorčnih projektov, na desni strani pod naslovom Need 
help? pa so ponujene začetne informacije in razlage za lažjo seznanitev s programsko 
opremo. 
 
Slika 8: Uvodna stran programske opreme LOGIC+ 
Nov projekt se znotraj programske opreme LOGIC+ ustvari preko menija File – New Project 
ali klika na gumb Create a new project oziroma  v orodni vrstici. Klik na omenjeni gumb 
odpre programsko okno New Project, prikazano na sliki 9, kjer je potrebno izbrati oziroma 
določiti osnovno enoto za projekt. Uporabnik lahko izbira med dvema osnovnima enotama 
serije V8C oziroma med samostojnim modulom (ang. Stand-Alone Module, SAM) in 
osnovnim modulom (ang. Basic Module, BM). Sam sem izbral osnovno enoto PLC-




Slika 9: Izbira osnovne enote za projekt znotraj programskega okna New Project 
Po izbiri osnovne enote in kliku na gumb OK se odpre pregleden in grafično privlačen 
uporabniški vmesnik, prikazan na sliki 10, ki je smiselno razdeljen na štiri glavna programska 
okna. Ta programska okna so Toolbox (slo. pripomočki), Hardware Configuration 
(slo. konfiguracija strojne opreme), Program Editor (tudi Graphical Editor) 
(slo. programski urejevalnik) in Messages (slo. sporočila). 
 
Slika 10: Uporabniški vmesnik programske opreme LOGIC+ 
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Programsko okno Toolbox, ki se nahaja v levem zgornjem kotu uporabniškega vmesnika, se 
deli na razdelka Data Items (slo. podatkovni predmeti) in Catalog (slo. katalog), prikazana na 
sliki 11. Razdelka vsebujeta za programiranje potrebne grafične elemente in logične funkcije, 
ki so v logično shemo vstavljeni z uporabo funkcije povleci in spusti (ang. drag and drop), ki 
poleg integrirane simulacije spada med posebnosti programske opreme LOGIC+ in 
pripomore k lažjemu in hitrejšemu vstavljanju ter premikanju grafičnih elementov, logičnih 
funkcij in vhodno-izhodnih enot. Programsko okno Toolbox je vedno prikazano glede na 
privzete nastavitve, zapre pa se s klikom na gumb Show/hide the toolbox window oziroma 
 v orodni vrstici ali klikom na križec programskega okna. Alternativno se lahko uporabi 
tudi menijska vrstica s klikom na View ter Toolbox. 
 
Slika 11: Razdelka programskega okna Toolbox 
Razdelek Data Items, prikazan na sliki 12, vsebuje vnaprej določene zastavice, registre, 
časovne registre, uro realnega časa ter vhodno-izhodne enote vmesniškega sistema, ki so na 
voljo za izbrano osnovno enoto. 
 
Slika 12: Nekateri elementi razdelka Data Items 
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Klik na gumb Show Data Items Editor oziroma  v levem zgornjem kotu razdelka Data 
Items odpre zavihek Data Items, prikazan na sliki 13, oziroma urejevalnik zastavic, registrov, 
časovnih registrov in digitalnih vhodno-izhodnih enot. Urejevalnik omogoča različne 
nastavitve, od določanja oznak, pisanja komentarjev, do ohranjanja in določanja začetne 
vrednosti. 
 
Slika 13: Zavihek Data Items 
Razdelek Catalog, prikazan na sliki 14, vsebuje vnaprej definirane osnovne in primerjalne 
logične funkcije, časovnike, števce, skupne elemente ter lestvične elemente, vsi pa so znotraj 




Slika 14: Nekateri elementi razdelka Catalog 
Programsko okno Hardware Configuration, prikazano na sliki 15, ki se nahaja v levem 
spodnjem kotu uporabniškega vmesnika, grafično prikazuje izbrani logični modul in omogoča 
konfiguracijo relejskih kanalov. Vsak relejski kanal je mogoče konfigurirati kot vhodno ali 
izhodno enoto z elektromehanskimi ali polprevodnimi releji [2]. Tako kot elementi znotraj 
programskega okna Toolbox, so tudi vhodno-izhodne enote logičnega modula v logično 
shemo lahko vstavljene z uporabo funkcije povleci in spusti. Programsko okno Hardware 
Configuration je vedno prikazano glede na privzete nastavitve, zapre pa se s klikom na gumb 
Show/hide the hardware configuration oziroma  v orodni vrstici ali klikom na križec 





Slika 15: Primer konfiguracije relejskih kanalov 
Programsko okno Program Editor (tudi Graphical Editor), prikazano na sliki 16, ki se nahaja v 
desnem zgornjem kotu uporabniškega vmesnika, označuje delovni prostor razvoja 
programov, ki so kasneje naloženi na krmilne naprave. Programiranje logičnih shem znotraj 
programskega urejevalnika temelji na vstavljanju, pozicioniranju, urejanju, definiranju in 
povezovanju grafičnih elementov, logičnih funkcij ter vhodno-izhodnih enot. Programsko 
okno Program Editor je vedno prikazano glede na privzete nastavitve, zapre pa se s klikom 
na križec njegovega zavihka. 
 
Slika 16: Programsko okno Program Editor s primerom programske sheme funkcijskega bločnega diagrama 
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Programski urejevalnik med drugim omogoča samodejno povezovanje vstavljenih 
elementov, neposreden dostop do posebnih ukazov preko mini orodne vrstice, vizualno 
predstavitev možnih pozicij vstavljanja elementov, samodejno usmerjanje povezovalnih 
vodov, samodejno poravnavo elementov z mrežo programskega urejevalnika, samodejno 
preverjanje sintakse med programiranjem in informacije o elementih, kot npr. kratek opis, 
oznake, razlage, komentarji itd. 
Levi klik na poljubno mesto znotraj programskega urejevalnika prikaže mini orodno vrstico, 
prikazano na sliki 17, z razpoložljivimi ukaznimi gumbi, ki omogočajo vstavljanje prečk 
lestvičnega diagrama, zastavic, registrov in časovnih registrov v projekt. Če na primer projekt 
že vsebuje zastavice z oznakami F_000, F_001 ter F_002, potem klik na gumb Insert Flag 
doda novo zastavico, z oznako F_003. Istočasno se nova dodana zastavica zabeleži tudi v 
programski okni Data Items Editor in Toolbox. 
 
Slika 17: Mini orodna vrstica 
Programsko okno Messages, prikazano na slika 18, ki se nahaja v desnem spodnjem kotu 
uporabniškega vmesnika, prikazuje vsa sporočila, generirana s strani programske opreme 
LOGIC+. Ta sporočila vključujejo morebitne konflikte, opozorila in sporočila, ki se pojavijo 
med programiranjem. 
Programsko okno Messages je vedno prikazano glede na privzete nastavitve, zapre pa se s 
klikom na gumb Show/hide the messages window oziroma  v orodni vrstici ali klikom na 
križec programskega okna. Alternativno se lahko uporabi tudi menijska vrstica s klikom na 
View ter Messages. 
 
Slika 18: Programsko okno Messages s primerom konflikta na programski shemi 
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Uporabniški vmesnik programske opreme LOGIC+ je poleg štirih glavnih programskih oken 
sestavljen še iz naslednjih programskih elementov oziroma razdelkov: 
 Naslovna vrstica (ang. Title bar) 
Prikazuje naziv trenutno naloženega projekta. 
 
Slika 19: Naslovna vrstica 
 Menijska vrstica (ang.  Menu bar) 
Omogoča dostop do ukazov in spletne pomoči. 
 
Slika 20: Menijska vrstica 
 Orodna vrstica (ang. Toolbar) 
Omogoča dostop do pogosto uporabljenih ukazov. 
 
Slika 21: Orodna vrstica 
 Statusna vrstica (ang. Status bar) 
Prikazuje morebitne napake in opozorila, uporabo programskega pomnilnika, 
uporabo in ohranjevalnik podatkovnega pomnilnika ter stanje naprave. 
 
Slika 22: Statusna vrstica 
 Opazovalno okno (ang. Watch Window) 
Omogočeno samo med simulacijo in v povezanem načinu. Prikazuje delovanje 
vhodno-izhodnih signalov. 
 
Slika 23: Opazovalno okno s primerom dveh vhodnih enot  
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3 Lestvični diagram 
 
Tretje poglavje diplomskega dela se osredotoča na podroben opis programskega jezika 
lestvični diagram, kot enega izmed petih programskih jezikov mednarodnega standarda IEC 
61131-3 za programiranje programirljivih logičnih krmilnikov (PLK). Poleg tega vsebuje 
podpoglavje 3.1 Ostali programski jeziki s kratko predstavitvijo ostalih štirih programskih 
jezikov. 
 
Lestvični diagram je bil razvit na podlagi shem tokokrogov relejske logike 
(električnih napeljav kontaktorjev in relejev) in je zato električarjem dobro poznan, poleg 
tega jim je tudi olajšal prehod na uporabo programirljivih logičnih krmilnikov [9]. 
 
Uporablja se za različne industrijske aplikacije oziroma procese avtomatizacije. Kljub temu da 
zaostaja pri kompleksnejših nalogah in ni najprimernejši za modularno programiranje [9], je 
še vedno najbolj razširjen [10] in uporabljan programski jezik ter po vsej verjetnosti prvi, ki 
ga bodoči programerji programirljivih logičnih krmilnikov usvojijo. 
 
Lestvični diagram kot grafični programski jezik uporablja različne grafične simbole za 
izražanje programske logike. Ti vključujejo simbole za kontakte, tuljave, napajalne tirnice, 
funkcijske bloke, logične funkcije in ostalo [11]. Ime lestvični diagram temelji na izgledu 
programskih shem, ki z dvema navpičnima tirnicama in vrsto vodoravnih prečk med njima 
spominjajo na lestev [12]. 
 
Prednost lestvičnega diagrama je predvsem intuitiven grafični prikaz, ki omogoča dobro 
razumevanje programskih shem. Zaradi poznavanja okolja relejske logike, je učenje 
programskega jezika hitro, zato se osnovno znanje programiranja pri posamezniku hitro 
razvije. Diagnostika razhroščevanja oziroma odpravljanja napak je preprosta, saj vizualna 
predstavitev oziroma animacija »živega pretoka energije« omogoča enostavno razumevanje 




Slabost lestvičnega diagrama so predvsem daljše programske sheme, ki zavzamejo veliko 
prostora in pri katerih je praktično nemogoče spremljati celoten potek procesa (otežujejo 
programiranje, urejanje in odpravljanje napak) ter pri programih, kjer ciklična hitrost 
skeniranja igra ključno vlogo. Poleg tega programski jezik ponuja omejeno število ukazov, 
zaradi česar je kompleksnejša programska logika težko izvedljiva [13], [14]. 
 
Slika 24 prikazuje preprost primer programske sheme lestvičnega diagrama, sestavljenega iz 
leve napajalne tirnice, kontakta (DI_0_1), tuljave (DQ_0_10) ter desne napajalne tirnice. 
Kontakt in tuljava sta povezana s povezovalnimi vodi, z leve in desne strani pa ju omejujeta 
napajalni tirnici. Vsaka vodoravna črta med napajalnima tirnicama predstavlja tako 
imenovano prečko. Programska shema lestvičnega diagrama na sliki 24 sestoji iz ene same 
prečke [11]. 
 
Slika 24: Preprost primer programske sheme lestvičnega diagrama 
Na podlagi lastnih izkušenj sem mnenja, da je programski jezik lestvični diagram zanimiv, 




3.1 Ostali programski jeziki 
 
Ostali štirje programski jeziki mednarodnega standarda IEC 61131-3 za programiranje 
programirljivih logičnih krmilnikov (PLK) se delijo na dva grafična in dva tekstovna 
programska jezika. Med grafična poleg lestvičnega diagrama spadata že omenjeni funkcijski 
bločni diagram in sekvenčni funkcijski diagram (ang. Sequential Function Chart) oziroma SFC, 
tekstovna pa predstavljata seznam ukazov (ang. Instruction List) oziroma IL ter strukturirani 
tekst (ang. Structured Text ali Statement List) oziroma ST. 
 
Funkcijski bločni diagram je grafični jezik za programiranje PLK-jev, pri katerem program 
ponazarja vezave logičnih vrat in drugih blokov [6]. 
Zasnovan je za opis funkcije med vhodnimi in izhodnimi spremenljivkami, kjer je funkcija 
opisana kot nabor medsebojno povezanih osnovnih blokov. Programski jezik je primeren za 
ljudi z znanjem elektronike ali računalništva, saj njegova vizualna predstavitev temelji na 
logičnih vratih. Diagnostika razhroščevanja oziroma odpravljanja napak je v primerjavi z 
lestvičnim diagramom težje izvedljiva zaradi slabše preglednosti nad logičnimi elementi [15], 
[16]. 
Sekvenčni funkcijski diagram je tekstovni in grafični jezik za strukturiranje in notranjo 
organizacijo programov in funkcijskih blokov pri programiranju PLK-jev [6]. 
Opredeljen je kot funkcijski grafikon za kontrolne sisteme in temelji na programskem jeziku 
GRAFCET (binarne Petrijeve mreže). Programski jezik je odličen za sočasne vzporedne 
sekvenčne operacije, zato se uporablja za programiranje procesov, ki se lahko delijo na 
korake. Glavne komponente sekvenčnega funkcijskega diagrama so koraki s pripadajočimi 
akcijami, prehodi s pripadajočimi logičnimi pogoji in usmerjene povezave med koraki in 
prehodi. Sama oblika programske sheme jasno prikazuje programsko logiko, zaradi česar je 
njegovo delovanje lažje razumeti. Diagnostika razhroščevanja oziroma odpravljanja napak je 




Seznam ukazov je tekstovni jezik za programiranje PLK-jev, pri katerem je program zaporedje 
nižjenivojskih ukazov [6]. 
Njegova sintaksa spominja na zborne programske jezike. Program je sestavljen iz 
programskih skokov in klicev funkcij (podprogramov z neobveznimi parametri), programska 
koda pa je kompaktna in primerna za manjše projekte. Programski jezik sam po sebi ni 
pretirano zmogljiv, poleg tega pa so ostali lažji za uporabo in dokumentiranje. Seznam 
ukazov dopušča možnost uporabe ostalih programskih jezikov mednarodnega standarda IEC 
61131-3 znotraj istega programa [9], [18]. 
Strukturirani tekst je tekstovni jezik za programiranje PLK-jev, pri katerem je program 
zaporedje višjenivojskih ukazov [6]. 
Programski jezik bločne strukture, katerega sintaksa spominja na programski jezik Pascal, na 
katerem temelji. Programski jezik podpira kompleksne izjave in gnezdene ukaze, kot npr. 
ponovitvene zanke (REPEAT-UNTIL; WHILE-DO), pogojne izvedbe (IF-THEN-ELSE; CASE) in 
funkcije (SQRT(), SIN()). Strukturirani tekst je pogosto najhitrejši način pisanja na pomnilnik 
programirljivega logičnega krmilnika. Opravljanje zapletenih operacij, kot so zanke, skoki in 
posredno naslavljanje, je lažje, odkrivanje in odpravljanje morebitnih napak pa težje. 
Strukturirani tekst je zmogljiv programski jezik, vendar povsem mogoče je napisati 
programsko kodo, ki se je ne da pretvoriti v lestvični diagram ali funkcijski bločni diagram, 
kar uporabnika nekako prisili k odpravljanju napak v strukturiranem tekstu. Strukturirani 
tekst dopušča možnost uporabe ostalih programskih jezikov mednarodnega standarda IEC 
61131-3 znotraj istega programa [16], [19]. 
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4 Mikrokrmilnik Arduino Uno in programska oprema 
Arduino 
 
Četrto poglavje diplomskega dela navaja razloge za uporabo mikrokrmilnika Arduino Uno, 
pojasnjuje, zakaj je nepogrešljivi del praktične implementacije diplomskega dela, na kratko 
opisuje njegove značilnosti in tudi programsko opremo Arduino, ki se uporablja za njegovo 
programiranje. 
Uporaba mikrokrmilnika je glede na izbrano praktično implementacijo diplomskega dela 
bistvenega pomena, saj samo s programirljivim logičnim relejskim sistemom PLC logic 
servomotorjev ni mogoče krmiliti. Uporaba sistema bi sicer bila zadostna v primeru uporabe 
enosmernih motorjev s hitrostjo vrtenja osi 7,5 obratov na minuto, kar znese točno 2 
sekundi za 90 stopinjski obrat oziroma točno toliko, kot potrebujem, vendar se mi njuna 
uporaba cenovno ne bi izplačala, poleg tega pa sta tudi občutno večja od servomotorjev 
oziroma neprimerna za izbrano praktično implementacijo diplomskega dela. Načeloma bi 
lahko uporabil tudi manjša in cenejša enosmerna motorja z višjo hitrostjo vrtenja osi, katero 
bi do želene mere lahko omejil s pulznoširinsko modulacijo (ang. Pulse Width Modulation, 
PWM), vendar je na ta način dosežena hitrost vrtenja nekonstantna, z možnimi odmiki od 
želene. Navsezadnje pa je prednost uporabe servomotorjev prav v hitremu in natančnemu 
pozicioniranju mehanskih sklopov. 
Za uporabo mikrokrmilnika Arduino Uno sem se odločil na podlagi spletnih informacij, 
obsežne podpore, ki je uporabnikom na voljo, in cenovne ugodnosti. Poleg tega menim, da je 




Mikrokrmilnik Arduino Uno, prikazan na sliki 25, je odprtokodna razvojna plošča, ki deluje na 
osnovi procesorskega čipa ATMEGA328P, razvita pa je bila na italijanskem inštitutu Ivrea 
Interaction Design Institute. Mikrokrmilnik vsebuje 14 digitalnih vhodno-izhodnih 
priključkov, od katerih se jih 6 lahko uporablja za pulznoširinsko modulacijo, 6 analognih 
vhodov, 16-MHz kvarčni kristal, priključek USB, močnostno vtičnico in gumb za ponastavitev. 
Napaja se na več različnih načinov, in sicer preko kabla USB, povezanega z računalnikom, 
preko baterij in močnostne vtičnice ali preko AC/DC adapterja, priključenega v hišno vtičnico. 
Mikrokrmilnik Arduino Uno je primeren za hitro izdelavo prototipov, namenjen predvsem 
ljudem brez izkušenj s področij elektronike in programiranja [20], [21]. 
 
Slika 25: Mikrokrmilnik Arduino Uno 
Razvojne plošče Arduino so uporabnikom na voljo v že sestavljeni obliki ali v izvedbi »sestavi 
sam«. Specifikacije strojne opreme so javnega značaja, kar pomeni, da so prosto dostopne in 
na voljo komurkoli z željo po izgradnji glede na lastne potrebe. Mikrokrmilnik Arduino Uno 
sicer predstavlja enega od zgodnjih mejnikov gibanja odprtokodne strojne opreme [22]. 
Za programiranje mikrokrmilnika Arduino Uno se uporablja odprtokodna programska 
oprema oziroma prototipna platforma Arduino, ki predstavlja integrirano razvojno okolje 
(ang. Integrated Development Environment, IDE) in deluje na operacijskih sistemih 
Windows, Mac OS X ter Linux. Razvojno okolje je napisano v programskem jeziku Java, 
podpira pa programiranje s programskima jezikoma C in C++ [23]. 




Slika 26: Pojavno okno ob zagonu programske opreme Arduino 
Uporabniški vmesnik programske opreme Arduino, prikazan na sliki 27, je preprost in 
neobsežen. Podobno kot uporabniški vmesnik programske opreme LOGIC+ je sestavljen iz 
naslovne, menijske in orodne vrstice, zraven pa so dodani še tekstovni urejevalnik, okno 
sporočil, tekstovna konzola ter serijski vmesnik [24]. Za razliko od programske opreme 
LOGIC+ pa je programska oprema Arduino podprta tudi v slovenskem jeziku. 
 
Slika 27: Uporabniški vmesnik programske opreme Arduino 
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Tekstovni urejevalnik za pisanje programske kode zajema največji prostor uporabniškega 
vmesnika. Programi, napisani znotraj njega, so tako imenovane skice (ang. sketch), ki so 
shranjene s končnico datoteke .ino [24]. Vsaka skica ima glede na privzete nastavitve 
definirani dve za delovanje ključni funkciji setup() in loop(), prikazani na sliki 28, s ključno 
besedo void, ki se uporablja za njuno deklaracijo. 
Funkcija setup() je namenjena inicializaciji spremenljivk, priključkov mikrokrmilnika in ostalih 
potrebnih nastavitev. Programska koda znotraj funkcije se izvrši samo enkrat, in sicer na 
začetku, takoj po njeni naložitvi na mikrokrmilnik. Na drugi strani funkcija loop() služi 
ponavljajočemu se izvajanju programske kode [25], [26]. 
 




5 Praktična implementacija diplomskega dela 
 
Peto poglavje diplomskega dela vsebuje pet podpoglavij, ki opisujejo izdelavo makete 
zavarovanega železniškega prehoda, konfiguracijo projekta, programsko shemo lestvičnega 
diagrama, programsko kodo krmiljenja servomotorjev in ožičenje. 
 
Slika 29: Praktična implementacija diplomskega dela  
31 
 
5.1 Maketa zavarovanega železniškega prehoda 
 
Izdelava makete zavarovanega železniškega prehoda je bila vsekakor ena od najzanimivejših 
stvari diplomskega dela, saj sem imel pri izbiri komponent in materialov popolnoma proste 
roke, potrebna je bila le domišljija. 
Za nosilno ploščo večine komponent, še posebno pa za progo električnega vlakca, sem 
uporabil 3 mm debelo, 125 mm široko in 115 mm visoko ploščo, razrezano po naročilu. 
Obliko plošče sem nato z dodatnim razrezom in brušenjem prilagodil poteku z žeblji pritrjene 
proge. Poleg tega sem vanjo zvrtal več lukenj za žice in drogova cestnih signalov. 
Za drogova cestnih signalov sem uporabil primerno skrajšani modelarski palčki, za znaka 
cestnih signalov s spleta preneseno, večkrat natisnjeno in obrezano sliko, jedilni palčki, ki 
sem ju imel pri roki, pa sta bili zaradi svoje oblike in velikosti kot nalašč primerni za zapornici. 
Papirnata znaka cestnih signalov sta sestavljena iz štirih natisnjenih, obrezanih in 
medsebojno prilepljenih delov papirja s sliko. Vsak papirnati znak vsebuje štiri luknjice za 
nogice dveh svetlečih diod. Svetleče diode sem nato z lepilom prilepil na papirnata znaka, 
vse skupaj pa na cestna drogova, ki sem ju vstavil v zvrtani luknji. 
Podstavka za servomotorja in podstavka za induktivna bližinska merilnika sta narejena iz 
primernega kosa lesa, ki sem ga prav tako imel pri roki. Glede na dimenzije ležečega 
servomotorja sem odžagal dva manjša kosa, ju pobrusil in z lepilom združil s 
servomotorjema. Enako sem napravil s podstavkoma za induktivna bližinska merilnika. 
Izdelavo makete sem zaključil s pritrditvijo vseh podstavkov na nosilno ploščo. Po uspešnem 
testiranju krmiljenja servomotorjev pa sem na njuni roki prilepil še zapornici. 
Seveda sem maketo zavarovanega železniškega prehoda temu primerno pobarval, saj sem jo 
želel čim bolj približati izgledu realnega zavarovanega železniškega prehoda. 
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Ostale elektrotehnične komponente makete zavarovanega železniškega prehoda: 
 Baterije 
Dve 9-V bateriji za napajanje mikrokrmilnika in servomotorjev. 
 Brenčalo 
Brenčalo z neprekinjenim piskanjem za naznanitev prihajajočega vlaka oziroma 
spuščanja zapornic. 
 Električni vlakec 
Klasični električni vlakec z regulatorjem hitrosti. 
 Induktivna bližinska merilnika LJ12A3-4-Z/BX 
Dva induktivna bližinska merilnika tipa NPN NO s 4-mm območjem zaznavanja. 
 Kabel 
Dvožilni kabel za povezavo med napajalnikom in hišno vtičnico. 
 Montažna letev (DIN letev) 
Nosilna letev relejskih modulov in spončnega bloka. 
 Napajalnik Mean Well S-15-24 
S 24 V enosmerne napetosti in 0,7 A enosmernega toka na izhodu zadovolji napajalne 
potrebe osnovnega logičnega modula. 
 Povezovalne žice (ang. Jumper Wires) 
Skupaj s testno ploščo omogočajo enostavno povezavo mikrokrmilnika s 
servomotorjema. 
 Servomotorja Tower Pro SG90 
Dva mini servomotorja za krmiljenje zapornic. 
 Spončni blok 
Uporabljen za pritrditev žic na potenciala 0 V in 24 V. 
 Svetleče diode 
Štiri rdeče svetleče diode premera 5 mm za prikaz utripajočih luči. 
 Testna plošča (ang. Breadboard/Protoboard) 
Vmesniška testna plošča za povezave med mikrokrmilnikom, servomotorjema in 





Dva 1000-Ω in dva 200-Ω upora za svetleče diode ter 1000-Ω upor za brenčalo zaradi 
napajanja s 24 V enosmerne napetosti oziroma preko napajalnika. 
 Žice 
Žice premera 1 mm za povezave med napajalnikom in osnovnim modulom ter 




5.2 Konfiguracija projekta 
 
Izbrani primer praktične implementacije zahteva uporabo šestih relejskih modulov z vtičnimi 
releji. Štirje elektromehanski releji se uporabljajo za induktivna bližinska merilnika, 
servomotorja in brenčalo, dva polprevodna pa za svetleče diode, saj je njuna frekvenca 
preklapljanja višja. Konfiguracijo relejskih kanalov osnovnega modula programirljivega 
logičnega relejskega sistema PLC logic znotraj programskega okna Hardware Configuration 
lepo prikazuje slika 30. 
 
Slika 30: Konfiguracija relejskih kanalov znotraj programskega okna Hardware Configuration 
Na skrajni levi strani relejskih kanalov se nahajata vhodni enoti induktivnih bližinskih 
merilnikov, desno od njiju je prva »prazna« izhodna enota (enota brez funkcije), sledita 
izhodni enoti svetlečih diod, nato druga »prazna« izhodna enota ter izhodni enoti brenčala in 
servomotorjev na skrajni desni. 
Konfiguracija vhodno-izhodnih enot osnovnega modula je s primernimi oznakami in 




Slika 31: Konfiguracija vhodno-izhodnih enot znotraj urejevalnega okna Data Items 
Vredno je omeniti, da je oznake vhodno-izhodnih enot in vseh ostalih elementov logične 
sheme mogoče spremeniti oziroma dopolniti znotraj programskega urejevalnika, s klikom na 
gumb Edit the label of the object, prikazanega na sliki 32, oziroma . 
 




5.3 Programska shema lestvičnega diagrama 
 
Zaradi lažjega razumevanja samega poteka delovanja programske logike sem dodal diagram 
poteka (ang. flowchart), prikazanega na sliki 33, ki na jasen način po korakih predstavlja 
zaporedje izvajanja programskih operacij. 
 




Legenda diagrama poteka oziroma razlaga simbolov [27]: 
 elipsa (predstavlja začetno in končno točko procesa; modra); 
 puščica (spojnik odnosov med reprezentativnimi oblikami; črna); 
 kvadrat (označuje odločitev v procesu, pogoj; rdeča); 
 paralelogram (predstavlja vhodno in izhodno enoto; zelena); 
 simbol za zakasnitev (označuje zakasnitev v procesu; rumena); 
 pravokotnik (predstavlja proces; vijolična); 
 simbol za seštevalni spoj (označuje točko, kjer se puščice stekajo nazaj v proces; siva). 
Programsko shemo lestvičnega diagrama makete krmiljenja zavarovanega železniškega 
prehoda, prikazano na sliki 34, sem sestavil relativno hitro, brez večjih zapletov. 
Razlaga programske sheme lestvičnega diagrama: 
Aktivacija induktivnega bližinskega merilnika (S1) vklopi svetleče diode (LED_D, LED_L), 
brenčalo (B) in servomotorja (S). 
Kot prvi se vklopijo desni svetleči diodi cestnih signalov (LED_D) in brenčalo. Z 0,5-sekundnim 
zamikom sledi vklop levih svetlečih diod cestnih signalov (LED_L). 
Vse štiri svetleče diode nato do preklica izmenično utripajo in svetijo z 0,5-sekundnimi 
intervali, brenčalo pa piska z 0,5-sekundnimi intervali dokler zapornici nista spuščeni. 
Z zakasnitvijo 1 sekunde, glede na aktivacijo induktivnega bližinskega merilnika (S1), se za 
3,75 sekunde vklopita servomotorja, ki premakneta zapornici iz vertikalnega v horizontalni 
položaj. 
Aktivacija induktivnega bližinskega merilnika (S2) postavi zastavico (F), ki ohranja njegovo 
vrednost 4 sekunde. 
Pred iztekom tega časa servomotorja premakneta zapornici nazaj v vertikalni položaj, 
svetleče diode pa prenehajo z utripanjem. 
Vrstni red delovanja posnema krmiljenje realnega zavarovanega železniškega prehoda, s 
primerno prilagojenimi časovnimi intervali. 
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Vredno je dodati, da sem moral impulznima časovnikoma servomotorjev podaljšati čas 
vklopa za 1,75 sekunde, saj je to čas, ki ga potrebuje mikrokrmilnik, da prične z izvajanjem 
programske kode, ki je bila nanj naložena, pojavi pa se vsakič ob njegovem vklopu, ne glede 
na obseg programske kode. V primeru, da omenjene zakasnitve ne bi upošteval, bi se 
mikrokrmilnik vklopil za 2 sekundi, krmiljenje servomotorjev pa bi trajalo 0,25 sekunde, kar 
pomeni premik zapornic za 11,25 stopinj. Zakasnitveni čas 1,75 sekunde sem moral 
upoštevati tudi pri impulznemu časovniku zastavice in zakasnitvenemu časovniku svetlečih 
diod pred njihovim izklopom. 
 
Slika 34: Programska shema lestvičnega diagrama praktične implementacije diplomskega dela (maketa krmiljenja 
zavarovanega železniškega prehoda) 
Menim, da je zgradba programske sheme lestvičnega diagrama relativno preprosta in 
razumljiva, sam potek pa jasen in logičen. Uporabljeni elementi so tipično kontakti, tuljave in 
logični funkcijski bloki. Zadnje tri tuljave so definirane kot postavi (ang. set, S) in ponastavi 
(ang. reset, R). Uporabljeni logični funkcijski bloki zajemajo zakasnitvene in impulzne 
časovnike ter impulzne generatorje, vsem pa so dodeljeni časovni registri z definiranimi časi. 
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Smiselno je še dodati, da je ustvarjena programska shema lestvičnega diagrama namenjena 
krmiljenju nespremenjene smeri vožnje električnega vlakca, ki v mojem primeru poteka v 
obratni smeri urinega kazalca. Za krmiljenje obeh smeri pa bi potreboval dodatni vhodni 
enoti oziroma dodaten par induktivnih bližinskih merilnikov (S3, S4), kar bi omogočilo 




5.4 Programska koda krmiljenja servomotorjev 
 
Pisanje programske kode krmiljenja servomotorjev mi je poleg izdelave makete 
zavarovanega železniškega prehoda vzelo največ truda in časa. Večino časa sem program 
skušal napisati sam, ker pa osnovno znanje programskega jezika C ni zadoščalo, sem si 
pomagal s forumom na uradni spletni strani razvijalcev Arduino [28]. S skupnimi močmi smo 
uspeli napisati program, ki uspešno krmili servomotorja. 
Razlaga programske kode: 
Programska koda krmiljenja servomotorjev je zaradi lažjega razumevanja in razlage 
razdeljena na tri dele. 
Prvi oziroma uvodni del programske kode, prikazan na sliki 35, se začne z vključitvijo dveh 
knjižnic (#include), in sicer Servo.h ter EEPROM.h, ki pripomoreta h krajši programski kodi in 
na splošno omogočata pravilno delovanje krmiljenja servomotorjev. 
Kratica EEPROM označuje električno izbrisljivi programirljivi bralni pomnilnik 
(ang. Electricaly Erasable Programmable Read-Only Memory). 
Sledi ustvarjanje dveh objektov Servo za nadzor nad servomotorjema, in sicer servo1 ter 
servo2. 
Uvodna programska koda je zaključena z inicializacijo treh spremenljivk s podatkovnim tipom 
int (ang. Integer), in sicer pos, ZeroDegrees ter NintyDegrees. 
 
Slika 35: Programska koda krmiljenja servomotorjev (1) 
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Drugi del programske kode, prikazan na sliki 36, zajema funkcijo setup() s šestimi vrsticami, 
od katerih so štiri ključnega pomena, dve pa sta zgolj informativne narave o delovanju 
programske kode. 
Programska koda Serial.begin(9600); se uporablja za nastavitev hitrosti prenosa podatkov v 
bitih na sekundo [29]. Za komunikacijo z računalnikom se torej v mojem primeru uporablja 
9600 bitov na sekundo. 
Programska koda Serial.println(»Powerup«); se uporablja za izpis podatkov na serijska vrata, 
kot berljivo besedilo v kodi ASCII [30]. Vse tako izpisane podatke je moč prebrati znotraj 
serijskega vmesnika. V mojem primeru se ob vsakem zagonu mikrokrmilnika, ob 
predpostavki, da je bila programska koda predhodno naložena nanj, znotraj serijskega 
vmesnika izpiše beseda Powerup. 
Programska koda pos = EEPROM.read(1); se uporablja za branje vrednosti, ki je bila 
shranjena na določen naslov pomnilnika EEPROM, pred izklopom mikrokrmilnika [31]. V 
mojem primeru je vrednost prebrana z naslova 1 pomnilnika EEPROM in dodeljena 
spremenljivki pos, ki označuje pozicijo (ang. position) rok servomotorjev. 
Programska koda Serial.println(EEPROM.read(1)); je tako kot Serial.println(»Powerup«); 
informativne narave, namenjena predvsem preverjanju pravilnega delovanja programske 
kode. Uporablja se znotraj serijskega vmesnika za izpis shranjene vrednosti pomnilnika 
EEPROM. V mojem primeru je vrednost prebrana z naslova 1 pomnilnika EEPROM in izpisana 
znotraj serijskega vmesnika. 
Programski kodi servo1.attach(9); in servo2.attach(10);, ki zaključujeta funkcijo setup(), se 
uporabljata za pritrjevanje objektov Servo na priključke mikrokrmilnika [32]. V mojem 




Slika 36: Programska koda krmiljenja servomotorjev (2) 
Vsa dinamika krmiljenja servomotorjev pa je skrita znotraj funkcije loop(), ki zajema tretji del 
programske kode, prikazane na sliki 37, sestavljene iz stavkov if in if else ter zank for in 
while. 
Kot prvi je uporabljen stavek if else, ki v mojem primeru preverja pozicijo rok servomotorjev. 
Če sta ob vklopu mikrokrmilnika roki servomotorjev v vertikalni poziciji ((pos == 0)), potem 
se izvede programska koda znotraj zanke for, ki sledi. 
Naloga prve zanke for je nato postopna inkrementacija kotnih stopinj rok servomotorjev od 
vertikalne do horizontalne pozicije, po enostopinjskih korakih 
((int servoDegree = ZeroDegrees; servoDegree <= NintyDegrees; servoDegree++)), vsakih 
22,22 stotink sekunde (delay(22.22);), izračunanih na podlagi dvesekundnega premika iz 
vertikalne v horizontalno pozicijo (2000 s/90°). 
Znotraj oklepajev zanke for je moč opaziti inicializacijo nove spremenljivke, to je 
servoDegree, ki se uporablja samo znotraj zanke. Kot pove že njen angleški naziv, je to 
spremenljivka kotnih stopinj rok servomotorjev in se zato uporablja znotraj programske kode 
servo1.write(); oziroma servo2.write();, katere namen je zapis vrednosti kotnih stopinj na 
objekt servomotorja [33]. 
Stavek If znotraj prve zanke for postavlja pogoj, ki pravi, če je spremenljivka kotnih stopinj 
servoDegree natanko enaka spremenljivki NintyDegrees - 5, potem na naslov 1 pomnilnika 
EEPROM zapiši vrednost 90 (EEPROM.write(1,90);) in jo iz istega naslova takoj zatem preberi 
ter izpiši znotraj serijskega vmesnika (Serial.println(EEPROM.read(1));). Z drugimi besedami 
to pomeni, da je definirano šeststopinjsko območje (85-90) za morebitno predčasno 




Po ključni besedi else sledi programska koda druge zanke for s stavkom if, ki je v veliki meri 
podobna prvi, vendar s spremenjenimi parametri. Za razliko od prve gre v tem primeru za 
obratno smer, se pravi za postopno dekrementacijo kotnih stopinj rok servomotorjev od 
horizontalne do vertikalne pozicije, po enostopinjskih korakih. Prav tako je definirano 
šeststopinjsko območje (0-5), ki na naslov 1 pomnilnika EEPROM zapiše vrednost 0 
(EEPROM.write(1,0);) in jo iz istega naslova takoj zatem prebere ter izpiše znotraj serijskega 
vmesnika. 
Programska koda krmiljenja servomotorjev se konča z zanko while (while(1);), ki preprosto 
pomeni, da drži trenutno pozicijo rok servomotorjev do naslednjega vklopa mikrokrmilnika. 
Se pravi, ko roki servomotorjev prideta do končne pozicije, to je 90 ali 0, drži to pozicijo do 
izklopa mikrokrmilnika oziroma ne obrne smeri pred ponovnim vklopom. To je pač še en 
previdnostni ukrep za morebitne odmike od definiranih časovnih intervalov preklapljanja. 
 
Slika 37: Programska koda krmiljenja servomotorjev (3) 
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Pogoj za pravilno delovanje krmiljenja servomotorjev je torej shranjevanje vrednosti kotnih 
stopinj njunih rok na pomnilnik EEPROM. Brez njegove uporabe krmiljenje servomotorjev 
nikakor ne deluje pravilno, saj se programska koda naložena na mikrokrmilnik po ponovnem 
vklopu samodejno ponastavi in z izvajanjem prične od začetka, z uporabo pomnilnika 
EEPROM pa programska koda lahko nadaljuje od mesta prekinitve. 
V primeru, da z uporabo pomnilnika EEPROM ne bi prišel do želenega krmiljenja 
servomotorjev, bi kot alternativo znotraj programske kode uporabil funkcijo zakasnitve (ang. 
delay). To pomeni, da vmesni izklop mikrokrmilnika ne bi bil potreben, saj bi induktivni 
bližinski merilnik S1 mikrokrmilnik vklopil, induktivni bližinski merilnik S2 pa izklopil. Funkcija 
zakasnitve bi obdržala zapornici v horizontalni poziciji točno določen čas, ki bi bil ročno 
izmerjen oziroma dokler električni vlakec s svojo celotno dolžino ne bi prečkal zavarovanega 
železniškega prehoda, nato pa bi se samodejno vrnili nazaj v prvotno pozicijo. Induktivni 
bližinski merilnik S2 bi moral nato postaviti na primerno mesto, da bi izgledalo, kot da je 
aktiviral dvig zapornic, v bistvu pa bi šlo za primer improvizacije s pomočjo funkcije 
zakasnitve. 
Z varnostnega vidika, v primeru vodenja realnega zavarovanega železniškega prehoda, 
uporaba funkcije zakasnitve vsekakor ni sprejemljiva. Recimo, da bi se vlak po nesrečnem 
spletu okoliščin ali namenoma ustavil na območju med induktivnim bližinskim merilnikom S1 
in zavarovanim železniškim prehodom, to na funkcijo zakasnitve ne bi vplivalo, saj je odvisna 
samo od aktivacije induktivnega bližinskega merilnika S1. Posledično bi bili zapornici 
predčasno nazaj v prvotni poziciji in tako bi nastala življenjsko ogrožujoča situacija. Pogoj za 
uporabo funkcije zakasnitve predpostavlja, da ima vlak konstantno hitrost, se ne ustavlja in v 





Pri ožičenju praktične implementacije diplomskega dela sem si pomagal s slikama 38 in 39. 
 
Slika 38: Shema vezave induktivnega bližinskega merilnika z napajalnikom in relejem 
 
Slika 39: Shema vezave svetlečih diod z napajalnikom in relejem 
Vezava brenčala in mikrokrmilnika sledi principu vezave svetlečih diod na sliki 39, z razliko, 
da je mikrokrmilnik napajan preko 9-V baterije.  
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6 Sklepne ugotovitve 
 
Šesto poglavje vsebuje zaključne misli o diplomskem delu, povzema problematiko nastanka, 
navaja ideje in se še zadnjič osredotoča na programirljivi logični relejski sistem PLC logic, kot 
glavni razlog nastanka diplomskega dela. 
Izbor teme diplomskega dela je bil pravilen, saj je bila izdelava tako pisnega kot tudi 
praktičnega dela nadvse poučna in verjamem, da mi bo pridobljeno znanje koristilo v 
nadaljevanju moje poti. Glede praktične implementacije diplomskega dela menim, da je 
izbira primerna, relativno zahtevna in lepo prikazuje nekatere vidike vodenja, kot dele 
področja avtomatike. 
Med izdelavo diplomskega dela se mi je najbolj zataknilo pri pisanju programske kode 
krmiljenja servomotorjev, vse ostalo pa je potekalo tekoče, brez večjih zapletov. 
Sprva se je porajala ideja, da bi namesto servomotorjev uporabil enosmerna motorja in 
namesto induktivnih bližinskih merilnikov infrardeča senzorja, vendar sem po premisleku 
prišel do zaključka, da je izbira primerna in omogoča enostavnejšo rešitev. 
Glede na pridobljene izkušnje z uporabo programirljivega logičnega relejskega sistema PLC 
logic menim, da je sistem korak v pravo smer in smernica nadaljnjega razvoja znotraj 
podjetja ter zgled ostalim proizvajalcem programirljivih logičnih krmilnikov. 
V prid sistema preprosto govori veliko lastnosti, med katerimi bi izpostavil najpomembnejše, 
kot so stroškovni in prostorski prihranek, enostavna namestitev, hitro in očitno ožičenje ter 
modularna zasnova vmesniškega nivoja. Poleg tega je sistem enostaven za vzdrževanje in 
programiranje. 
Kljub temu da programirljivi logični relejski sistem PLC logic podpira najpreprostejše procese 
avtomatizacije, dopušča veliko možnosti za nadgradnjo oziroma razvoj, predvsem v smislu 




Programirljivi logični relejski sistem PLC logic po mojem mnenju odpira novo poglavje v 
razvoju krmilnih naprav, poleg tega menim, da bi zasnovo sistema lahko prenesli tudi na 
krmilne naprave višjih nivojev. 
Prednosti programirljivega logičnega relejskega sistema PLC logic: 
 cena, 
 velikost, 
 modularna zasnova sistema, 
 enostavno ožičenje in manj potrebnega ožičenja ter 
 hitra prilagoditev sistema glede na potrebe razvijalca. 
Slabosti programirljivega logičnega relejskega sistema PLC logic: 
 majhno število vhodno-izhodnih enot, 
 majhna kapaciteta pomnilnika, 
 nizka procesorska moč oziroma hitrost procesiranja in 
 primernost samo za najpreprostejše procese avtomatizacije. 
Vodenje makete zavarovanega železniškega prehoda z uporabo programirljivega logičnega 
relejskega sistema PLC logic predstavlja testno simulacijo uporabe sistema na realnem 
zavarovanem železniškem prehodu, ki po mojem mnenju spada med enostavnejše procese 
avtomatizacije. Zaradi tega sem prepričan, da je programirljivi logični relejski sistem PLC logic 
tehnično dovolj zmogljiv in primeren tudi za vodenje realnega zavarovanega železniškega 
prehoda. Vsekakor pa so pri tovrstnih projektih pomembni tudi zakoni in standardi, ki 
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