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Resumen 
Este proyecto de investigación busca 
contribuir a la mejora en la calidad del 
desarrollo y del producto software. La 
automatización de los métodos de 
estimación permitirá a las empresas 
mejorar la precisión de la duración y 
costo de los proyectos de desarrollo, 
generando además información histórica 
que retroalimente a los métodos de 
estimación. La gestión cuantitativa, en 
particular, la gestión de incidentes y bugs, 
contribuirá a la eficiencia en los procesos 
de desarrollo. La sistematización de 
mecanismos de trazabilidad de los 
requerimientos y la incorporación de 
procedimientos que agilicen la puesta en 
producción de productos software 
seguros, contribuirán a mejorar la 
mantenibilidad del software, siendo este 
atributo uno de los más crítico en los 
ámbitos reales de producción de software. 
 
Palabras clave: Estimación software. 
Incidencias. Entrega Continua. Gestión 
de Requerimientos. 
Contexto 
Las líneas de I/D corresponden al 
proyecto PI-F10-2013 “Métodos y 
herramientas para la calidad del 
software”, acreditado por la Secretaría de 
Ciencia y Técnica de la Universidad 




El desarrollo de software requiere de 
la estimación para controlar y administrar 
los recursos antes y durante el proyecto. 
Existen diferentes modelos de estimación 
que van desde las técnicas orientadas a 
los procesos hasta métodos paramétricos 
o algorítmicos, basados en datos 
históricos utilizados para definir y 
calibrar el modelo[1] [2].La técnica (o 
conjunto de técnicas) que se utiliza debe 
adaptarse a los datos disponibles y la 
naturaleza del problema en la estimación. 
En [3] se concluye que a mayor 
especificidad del método en cuanto al 
contexto de desarrollo, mejor es la 
precisión de la estimación de esfuerzo y 
duración. 
Asimismo, la determinación de costos 
de un producto es un aspecto clave para 
su comercialización. Un cálculo 
adecuado permite ganar clientes 
asegurando la expansión de las empresas. 
Considerando las características del 
proceso, del equipo, del producto y de la 
empresa, el Centro de Estudios de 
Ingeniería de Software de la Universidad 
de la Frontera (CEIS-UFRO) desarrolló 
un método que partiendo de una 
especificación de requerimientos basada 
en casos de uso y la productividad, llega 
a definir el costo de un producto de 
software transaccional web [4]. 
La realidad de las empresas de la 
región muestra, según un estudio cuyos 
resultados se detallan en [5], que las áreas 
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o empresas de sistemas, en gran medida, 
desconocen los métodos y herramientas 
orientados a mejorar la calidad del 
desarrollo y del producto  software,  
siendo necesario realizar desde las 
universidades o los polos tecnológicos 
actividades de divulgación o capacitación 
sobre estos temas. 
Entrega continua 
La Entrega Continua de Software, en 
inglés Continuous Delivery  (CD), se 
define como un enfoque en el cual los 
equipos mantienen la producción de 
software en ciclos cortos de tiempo, 
asegurando que el producto pueda ser 
lanzado de manera fiable en cualquier 
momento [6]. La idea es poder lanzar a 
producción un producto software libre de 
defectos con solo apretar un botón  [7]. 
Existe un concepto similar al CD, que 
es el de Despliegue Continuo, en inglés 
Continous Deployment (DC). El DC es 
una actividad que consiste en lanzar 
cambios continuamente al ambiente de 
producción [8]. La principal diferencia se 
encuentra en la fiabilidad a la hora de 
lanzar una nueva versión del producto: el 
DC busca integrar código a producción 
una, dos, y muchas más veces en el 
mismo día, en cambio, el CD se centra en 
hacerlo con la certeza de que el producto 
que se está lanzando a producción tiene 
un alto grado de calidad y se encuentre 
libre de defectos. 
En el intento de implementar el CD, 
muchas organizaciones terminaron 
alcanzando solamente el DC. Por 
ejemplo, algunas empresas como 
Facebook, Atlassian, IBM, Adobe, 
Microsoft y Flickr, han tenido éxito en la 
implementación de diferentes enfoques 
para realizar entregas en periodos cortos 
de tiempo. Sin embargo, diferentes 
autores señalan que el proceso de lanzar 
rápidamente productos software a 
producción, aún presentan inconvenientes 
por resolver [9]. 
Uno de los principales problemas 
estaría en la calidad del producto 
software. Ésta puede disminuir, dado que, 
al realizarse los despliegues del sistema 
con mayor frecuencia, aparecen más 
defectos en el producto [7]. Por tanto, es 
esencial desarrollar un enfoque de 
priorización de los diferentes aspectos en 
la calidad del producto software, teniendo 
en cuenta la forma de trabajo actual de las 
empresas de desarrollo software. 
Para adoptar este enfoque, en la 
literatura se utiliza lo que se conoce como 
Tubería de Despliegue (DP - Deployment 
Pipeline). El DP es un estándar para 
automatizar el proceso de CD [7]. A 
pesar de que cada organización puede 
variar en la implementación de este 
estándar, el mismo se conforma de las 
siguientes actividades: Instalación 
Compilación, Pruebas de Aceptación, 
Pruebas de Capacidad, Pruebas 
Manuales, Liberación a Producción.   
Con este tipo de solución se logra un 
entorno automatizado de compilación y 
pruebas de código dividido en etapas, que 
generan resultados rápida y 
eficientemente. Sin embargo, aún no se 
han encontrado evidencias de un proceso 
formal y estandarizado, ni se han 
evidenciado diferentes infraestructuras 
teniendo en cuenta el tipo de sistemas o la 
prioridad en el tipo de pruebas [10]. 
Gestión cuantitativa - Incidencias 
La gestión cuantitativa en el desarrollo 
de software proporciona una visión del 
grado de cumplimiento de metas, así 
como las causas que explican 
desviaciones significativas en procesos o 
productos [11]. La gestión de proyectos 
en base al conocimiento cuantitativo 
contribuye a la determinación de los 
aspectos de mayor relevancia, cuyo 
rendimiento afecta en forma significativa 
al logro de los objetivos del proyecto y la 
satisfacción de los clientes, obteniendo 
productos con un mayor nivel de calidad. 
La medición de código fuente aporta a 
este conocimiento, por ejemplo 
estableciendo relaciones en cuanto a la 
complejidad del software  y la propensión 
a fallos, lo cual ofrece indicios sobre qué 
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clases o porciones de código debe 
enfocarse la prueba de software.  
Vinculado con el código fuente 
aparece el concepto de deuda técnica, la 
que se contrae cuando las actividades 
relacionadas con el desarrollo de software 
no se realizan con los niveles de calidad 
adecuados y por tanto puede disminuir la 
mantenibilidad del código u ocasionar 
mayores costos en el proyecto [12]. 
A medida que el proyecto crece en 
cantidad de requerimientos, tamaño del 
código o personas involucradas, el éxito 
resulta cada vez más difícil de alcanzar. 
Es importante que los equipos se 
mantengan dentro de presupuestos y 
tiempos planificados. Una forma efectiva 
para alcanzar las metas es que los equipos 
cuenten con herramientas que les 
permitan sistematizar aspectos tales como 
peticiones de cambios, incidencias y 
bugs. SWEBOK define como petición de 
cambio (ChangeRequest, CR) a: “una 
solicitud para ampliar o reducir el alcance 
del proyecto; modificar las políticas, 
procesos, planes o procedimientos; 
modificar los costos o presupuestos; o 
revisar los horarios. Una fuente de CR es 
el inicio de medidas correctivas en 
respuesta a informes de problemas [13]. 
La International Software Testing 
Qualifications Board (ISTQB)  señala 
que durante la ejecución de una prueba de 
software puede ocurrir que los resultados 
reales varíen de los esperados. En este 
caso se dice que existen incidentes, bugs, 
defectos o problemas. Sin embargo, 
marca diferencia entre incidentes y 
defectos o errores. Un incidente es 
cualquier situación en la que el sistema 
muestra un comportamiento cuestionable, 
y se denomina bug sólo cuando es la 
causa de algún problema que se está 
probando [14]. 
SWEBOK define un bug como “un 
defecto en el código fuente. Un paso, 
proceso o definición de datos incorrectos 
en el programa. La codificación de un 
error humano en código fuente” [13]. 
En la literatura especializada surge que 
la asignación de bugs es un aspecto 
crítico. En [15] se describe cómo la tarea 
de asignar un CR puede ser costosa en 
tiempo, y la reasignación doblemente 
costosa, señalando la falta de uso de una 
herramienta automatizada que asista en 
esta tarea, y la necesidad de considerar la 
información histórica para tomar 
decisiones efectivas, tales como la carga 
de trabajo actual y conocimiento de 
habilidades de sus desarrolladores. En 
[16] se describe la asignación de bug 
como un proceso social debido a la 
complejidad que implica determinar la 
persona más adecuada para resolver el 
problema, señalando la importancia de 
tener una base de conocimiento sobre la 
experticia de los desarrolladores y 
herramientas que abarquen información 
socio-técnica de la organización. En [17] 
se menciona el conocimiento de los 
desarrolladores y la repercusión en la 
carga de trabajo del equipo como desafíos 
claves en la asignación de un bug. 
Trazabilidad 
Los procesos de evolución del software 
varían considerablemente dependiendo 
del tipo de software a mantener, los 
procesos de desarrollo utilizados en una 
organización y el personal implicado en 
el proceso. Por tanto, es imprescindible 
contar con una herramienta de gestión de 
cambios que acompañe este proceso, para 
minimizar el impacto de los cambios en 
el sistema y lograr que los mismos se 
realicen de manera planificada y 
controlada. Se reconoce que realizar el 
seguimiento a los requisitos a lo largo del 
proceso de desarrollo de software no es 
tarea fácil. Todo artefacto de software 
cambia en el tiempo por la evolución en 
las necesidades de los usuarios. Para 
minimizar el impacto causado por dicha 
evolución, la práctica de la trazabilidad 
ha sido estudiada e implementada con 
diferentes modelos y técnicas que 
permiten lograr mayor calidad en los 
productos de software [18]. El desafío es 
sin duda, acompañar la gestión de 
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cambios con el suficiente nivel de 
trazabilidad que logre el equilibrio entre 
calidad de software y tiempo dedicado a 
la gestión. 
Líneas de investigación y 
desarrollo 
En la línea de Estimación se propone:  
- En base a los resultados obtenidos en 
[3] se desarrollará una herramienta para 
automatizar la estimación de costos en 
proyectos web aplicando el método de 
estimación CEIS-UFRO. 
En la línea de Entrega Continua: 
- Estudiar, a partir de encuestas, el grado 
de importancia que los líderes de 
proyectos le confieren a requerimientos 
no funcionales. 
- Realizar una revisión sistemática sobre 
modelos de entrega continua, haciendo 
hincapié en las estrategias, en el 
formato y tipo de pruebas y su 
automatización, y en los tipos de 
sistemas. 
- Analizar características de las 
herramientas de entrega continua 
existentes, y contrastarlas con las 
necesidades de los profesionales, 
teniendo en cuenta el grado de 
importancia dado a los requerimientos 
no funcionales y los tipos de pruebas 
que se incorporan en los proyectos. 
En la línea de Gestión Cuantitativa e 
Incidencias se propone: 
- Un estudio detallado de herramientas de 
gestión de incidentes que se utilizan en 
empresas de software de la región NEA, 
identificando sus dificultades y aportes 
cuantificables en el desarrollo de 
software. 
- Diseñar y construir una herramienta que 
permita realizar el seguimiento de las 
incidencias de los proyectos de 
software, aportando información de las 
características socio técnicas de los 
equipos involucrados. La herramienta 
permitirá gestionar un histórico de las 
incidencias, desde su reporte inicial 
hasta su corrección, siendo configurable 
el ciclo de vida de las mismas para que 
se adapte a las necesidades de la 
organización. A su vez, tendrá en cuenta 
la experiencia, carga de trabajo actual e 
involucramiento de los desarrolladores.  
En la línea de Trazabilidad, se propone: 
- Un estudio detallado de herramientas de 
gestión de requerimientos que se 
utilizan en las empresas de software de 
la región NEA, desde el aporte de 
trazabilidad visible y cuantificable en el 
desarrollo de software. 
- Proponer técnicas de trazabilidad como 
un conjunto de buenas prácticas en la 
gestión de requerimientos que 
contribuyan a la calidad del software sin 
sobrecargar las tareas de gestión. 
Resultados y Objetivos 
Los principales resultados de las 
actividades desarrolladas en estas líneas 
son: 
En la línea de Estimación: 
- Se evaluaron diferentes métodos de 
estimación, Puntos de Casos de Uso, 
CWADEE, Webmo y RESC, para 
estimar duración y esfuerzo, y se 
concluye que a mayor especificidad del 
método (en cuanto al tipo de 
desarrollo), mejor es el ajuste a la 
duración real. Como así también, a 
mayor disponibilidad y pertinencia de 
datos históricos de proyectos, mejor es 
la precisión de la estimación [3]. 
- Basado en los resultados obtenidos en 
[3], se desarrolló una herramienta que 
automatiza la estimación en los 
proyectos web aplicando los métodos 
estudiados. Este desarrollo fue parte del 
Proyecto Final de un alumno de la 
carrera. 
- Analizados los datos de una encuesta 
realizada a empresas de software y áreas 
de sistemas de las organizaciones, 
respecto de la estimación se concluye 
que en la mayoría de las áreas/empresas 
las prácticas de estimación más 
utilizadas son la de juicio de experto y 
por analogía. Se conocen, pero no se 
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utilizan, o se utilizan poco, las técnicas 
paramétricas que pueden aportar mayor 
precisión en la estimación. Así también 
es bajo el porcentaje de las 
áreas/empresas que utilizan datos 
históricos para la estimación [19]. 
En la línea de Entrega Continua: 
- Se realizó una Revisión Sistemática de 
la Literatura sobre la refactorización de 
software basada en valor para obtener 
conclusiones acerca de la manera en la 
cual se priorizan las mejoras del código 
fuente y del tipo de herramientas 
utilizadas. Los resultados se publicaron 
en [20]. 
- Asimismo, se realizó un estudio de la 
mejora de la mantenibilidad. En  el  
artículo  se presentaron los resultados de  
la  utilización del modelo de  medición  
y  de  las herramientas durante diez  
meses  en  una  empresa  española. Se  
detalla  la evolución de las mediciones, 
la satisfacción de los desarrolladores y  
cómo han ido evolucionando las 
incidencias encontradas en las pruebas 
de aceptación [21]. 
- Se realizó una investigación preliminar 
para determinar el grado de importancia 
conferido a los atributos de calidad, 
mediante una encuesta a los 
responsables de aseguramiento de la 
calidad de los proyectos en centros de la 
Universidad de Ciencias Informáticas 
en Cuba. Se concluyó que la 
funcionalidad es la característica 
percibida como más importante. Esto 
tiene relación directa con los tipos de 
pruebas que se realizan de manera 
habitual antes de una entrega de 
software: las pruebas funcionales [22]. 
En gestión cuantitativa: 
- Se realizó una Revisión Sistemática de 
la Literatura (RSL) sobre herramientas 
para el apoyo a la gestión de proyectos, 
la que permitió observar que dentro de 
los aspectos tratados con mayor 
frecuencia aparece muy fuerte la 
administración de los equipos de 
desarrollo, a través de herramientas de 
coordinación de actividades [23]. 
- Se profundizó el estudio de deuda 
técnica, con el propósito de proponer 
buenas prácticas para prevenir, medir y 
gestionar la deuda técnica en el 
desarrollo de software [24]. 
- Se abordó el tema de la priorización de 
las mejoras aplicadas al código fuente y 
el tipo de herramientas utilizadas, a 
través de una RSL [21]. 
En la línea de trazabilidad: 
- En la encuesta realizada para determinar 
el estado de situación del desarrollo de 
software en la ciudad de Corrientes, 
considerando las empresas de software 
y las áreas de sistemas de las 
organizaciones, se determinó que es 
escasa o casi nula la presencia de 
trazabilidad de requerimientos, sobre las 
distintas herramientas de gestión 
utilizadas [19]. 
Formación de recursos humanos 
En el Grupo de Investigación sobre 
Calidad de Software (GICS) están 
involucrados 5 docentes investigadores, 2 
becarios de investigación de pregrado y 1 
tesista de doctorado. Un alumno de la 
carrera finalizó la misma con un proyecto 
vinculado con estos temas. 
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