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Abstract—Software testing is one important aspect of the 
software development process. About 50% of the time and cost in 
the software development process used for software testing 
process. There are two methods of software testing, black-box 
testing and white-box testing. This research using white-box 
testing. Software testing can be done manually or automatically. 
Based on research conducted, genetic algorithm has been widely 
implemented in software testing, such as test data generator. The 
purpose of this study is to apply a genetic algorithm in software 
testing and comparing the results with manual testing, automated, 
and automated with genetic algorithm. The test parameters are 
coverage measurements (statement, branch and loop coverage) 
and the time of testing. The conclusion of this study is automated 
testing with genetic algorithm requires fewer time and test cases to 
achieve coverage of 100%. 
Keywords—software testing; genetic algorithm; statement, 
branch, and loop coverage. 
I.  INTRODUCTION  
Software testing is an important component of the software 
development process [1]. Studies show that more than 50 % of 
the cost has risen from testing in the development process [2]. 
Dynamic testing is divided into black box and white box testing. 
Black box testing focused on the function of the program. Thus, 
white-box testing (a.k.a) structural testing focused on the 
structure of the program, like source code. White box testing 
involves executing a program and seeing which parts of it are 
executed. White box testing can be classified into statement 
coverage, branch coverage, loop coverage, decision coverage, 
and etc [3]. 
A testing strategy can be manual or automated. Manual 
testing is carried out by preparing test cases manually and is 
more prone to human errors, while automated testing using tools 
that can execute test cases based on user input [4]. Absolutely, 
an automated software testing can significantly reduce the cost 
of developing software [1]. 
Recently,  there are some research on software testing using 
artificial intelligence techniques for developing test data 
generator. These techniques included  Simulated annealing, 
Genetic Algorithm, Taboo Search, Ant colony Optimization and 
etc. Those techniques have been proved that suitable for 
evolutionary algorithms to test data generator of software testing 
[5]. One of example the evolutionary algorithm is Genetic 
Algorithm [3]. 
Genetic Algorithm is well known form of the evolutionary 
algorithms conceived by John Holland in United States during 
late 60s [6]. Recently, a lot of works is being done for software 
testing using genetic algorithm. In [3] using genetic algorithm in 
path testing. GA also used in [1], to find critical path in the 
program for testing [6]. Other research conducted by Korel using 
genetic algorithm to calculate total path, statement, and branch 
coverage, etc [7][8].  
Based on the description above, the author will do research   
on   the   application   of   genetic   algorithms in software testing, 
as well as comparing the test results of manual testing, 
automated with CodeCover tools, and automated with the help 
of genetic algorithms. Parameter comparison test used are time 
and percentation of coverage, where coverage measured are the 
statement, branch and loop coverage. 
The formulation of problem can be determined in this study 
as following : 
1. How does the application of genetic algorithm in 
software testing and which parameter is suitable for 
testing TriClass program? 
2. How to measure the result of the comparison between 
manual testing, automated, and automated genetic 
algorithm? The testing parameters are time and 
coverage (statement, branch, and loop).  
The scope of problem in this study are as following : 
1. Genetic algorithm in this study is used to find target 
path in TriClass program. 
2. TriClass program (program to identified a triangle) is 
used as test program. 
3. Comparative tests are carried out in terms of speed 
(unit of time) and the amount of coverage (coverage). 
4. The test is not reconfiguring with the background 
process of operating system. 
5. CodeCover is used as one of our testing tools. 
II. LITERATURE REVIEW  
A. Related Research 
TABLE I.  RELATED WORK 
 
 Ref. 
Software Testing  
Method 
Manual Automatic With GA Others 
[9]   - - OOP testing1 
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[3] -   - Path testing 
[18] -   - Path testing 
 
[2] 
 
- 
 

 
- 
 
- 
White box 
testing 
[5] -    Path testing 
Author 
 

 

 

 
- 
White box 
testing 
1Object Oriented Program 
 
Table I describe some research associated in this study. In 
[9], perform OOP testing manually and automatically to find out 
the advantages of each test. In [10] and [3] using genetic 
algorithm as test data generation in path testing. In [11] do 
white-box testing methods automatically with several different 
tools to several different programs. Based on previous research, 
the authors conducted research to apply genetic algorithms in 
testing and comparing the test test results from Manual, 
automatic, and automatic with genetic algorithms. 
B. Software Testing 
Testing is the process of determining if a program has any 
errors. When testing reveals an error, the process used to 
determine the cause of this error and to remove it, is known as 
debugging [12].  
C. White Box Testing 
 White-box testing. It is also called logic-coverage testing or 
structural testing because it looks at the structure of a program. 
Its objective is to exercise the different logical structures and 
flows in the program [3]. White box testing can be classified 
into statement, branch, condition, decision-condition, and path 
coverage [3]. In this research the author using statement, branch 
and loop coverage. 
Statement coverage requires every statement in the program 
to be executed at least once. Branch coverage or decision 
coverage. This criterion states that you must write enough test 
cases that each decision has a true and a false outcome at least 
once. In other words, each branch direction must be traversed 
at least once [13]. To do loop testing, techniques used is 
according to the type of loop in the program to be tested. 
 
D. Triangle Classifier Program 
Triangle classifier program (TriClass) is a program to 
identify a triangle classification. Input for this program are 
three sides of the triangle (S1, S2, S3). These programs often 
become the benchmark in software testing [10]. These 
program classified a right-angle, scalene, isosceles, or 
equilateral triangle from user input. The program have the 
advantage that relatively easy to understand, small 
enough to test in a classroom exercise. And it has a  logic 
structure that can illustrate most of the basics concepts of 
software testing  [14] 
 
 
 
 
 
 
Fig. 1. Triangle 
In order to test TriClass program, the authors using 5 test 
cases (TC) as follows: 
TABLE II.  TEST CASE 
TC S1 S2 S3 
1 3 4 5 
2 7 10 3 
3 5 3 5 
4 0 10 10 
5 0 0 0 
 
E. Genetic Algorithm 
Genetic Algorithms (GAs) are global optimization 
techniques used in many real-life applications. They are one of 
several techniques in the family of Evolutionary Algorithms – 
algorithms that search for solutions to optimization problems 
by “evolving” better and better solutions. A Genetic Algorithm 
starts with a population of possible solutions for the desired 
application. The  best ones are selected to become parents and 
then, using genetic operators like crossover and mutation, 
offspring are generated. The new solutions are evaluated and 
added to the population and low-quality solutions are deleted 
from the population to make room for new solutions. The 
members of the population tend to get better with the increasing 
number of generations. When the algorithm is halted, the best 
member of the existing population is taken as the solution to the 
problem [7]. The main operators in genetic algorithm are : 
selection, crossover, and mutation [15]. 
III. RESEARCH METHODOLOGY 
Fig. 2 described the analytical techniques used in this study 
with the following steps: (1) literature review; (2) test program 
identification; (3) manual testing (TriClass M); (4) automation 
testing using CodeCover (TriClass CC); (5) automation testing 
using CodeCover with genetic algorithm (TriClass GA); (6) 
Conclusion. 
A. Test Program Identification 
In this study, we use triangle classifier program (TriClass) as 
our test program. Fig. 3 displaying the pseudocode of TriClass 
program. The initial stage is to transform the program into a 
control flow graph (CFG) in Fig. 4. Once formed into a 
unweighted graph, the authors wants to add weight to calculate 
the distance between the first node to other  nodes  by using the  
Euclidean distance. Previous research conducted by [16], also 
used Euclidean distance for calculate total path distance from 
CFG [7][8]. 
         ݀ሺ݌, ݍሻ = 	ඥሺݍଵ − ݌ଵሻଶ + ሺݍଶ − ݌ଶሻଶ.          (1) 
S1 S3 
S2 
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     Fig. 2. Research 
 
Methodology 
Triangle_Classifier Algorithm
(This algorithm aims to classified a triangle based on the side of the triangle. 
The program will determine whether the triangle is right-angled, equilateral, 
scalene, or isosceles triangle). This ptogram will stop when user input “N”, 
otherwise will keep running when user input “Y”.
Description :
S1 : integer // Side 1
S2 : integer // Side 2
S3 : integer // Side 3
answer : boolean (Is true if the input matches with one of the triangle, and is 
false if not)
Algorithm :
While “Y” do
Read (S1, S2, S3)
if (S3*S3) = (S1*S1 +  S2*S2)) {Right-angled Triangle}
answer ← true
else
if ((S1 ≠ S2) AND (S1 ≠ S3) AND (S2 ≠ S3)) AND (S3*S3) ≠  
(S1*S1 +  S2*S2)) {Scalene Triangle}
answer ← true
else
if (((S1 = S1) AND (S1 ≠  S3)) OR ((S1 = S3) AND (S1 ≠  S2)) 
OR  (S2 = S3) AND (S2 ≠  S1))) {Isosceles Triangle}
answer ← true
else
if ((S1 = S2) AND (S1 = S3)) {Equilateral  Triangle}
answer ← true
else
answer ← false
end if
end if
end if
end if
write (answer)
write(Re-identification?)
End while 
{“N”}
 
Fig. 3. TriClass Algorithm 
1
2
4 5
3
6 7
8 9
10 11
12
13
Yes No
Yes No
Yes No
Yes No
Print Result
Stop
Start 
Input S1, S2, S3
Right-angled Triangle?
Scalene Triangle?
Isosceles Triangle?
Equilateral Triangle?
 
Fig. 4. CFG TriClass 
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B. Target Path Identification 
Each graph has 2n path where n is the number of branches 
in the graph. Executing each path can take a long time, and 
therefore determined a target path. The target path will 
eventually feed into the genetic algorithm program called the 
target chromosome. 
TABLE III.  TARGET PATH CALCULATION 
Path Total Node Total Weight 
1-2-3-4-12-1-13    7 
7,071+1,118+2,236+4,472+1,802
+1 = 17,699 
1-2-3-5-6-12-1-13   8 
7,071+1,118+1,118+1,802+3,162
+1,802+1 = 17,073 
1-2-3-5-7-8-12-1-13   9 
7,071+1,118+1,118+1,118+1,414
+2+1,802+1 = 16,641 
1-2-3-5-7-9-10-12-1-13  10 
7,071+1,118+1,118+1,118+1,118
+1,118+2,236+1,802+1= 17,015 
1-2-3-5-7-9-11-12-1-13  10 
7,071+1,118+1,118+1,118+1,118
+1,118+1,414+1,118+1= 16,193 
1-13   2 1 
 
The target path is defined as the path with the maximum 
sum of node and edge weights from an entry node to an exit 
node. 
C. Initial Population 
The chromosome in this study is based on the string of node 
from the CFG. So, basically the chromosome is every path in 
the CFG from initial node to final node. The chromosome 
length is 13. Chromosomes randomly formed with the first set 
of genes as the source node, the node 1. In one population there 
are 100 chromosomes. 
TABLE IV.  CHROMOSOME 
Path Chromosome 
1-2-3-4-12-1-13 1-2-3-4-12-1-13-5-6-9-10-11-7 
1-2-3-5-6-12-1-13 1-2-3-5-6-12-1-13-4-7-8-9-10 
1-2-3-5-7-8-12-1-13 1-2-3-5-7-8-12-1-13-6-9-4-10 
 
D. Fitness Value 
Fitness value is used to determine how well the individuals 
represented by a chromosome. In this matter the fitness value is 
determined based on the total number of nodes similarity 
between the target path and the resulting chromosomes in each 
generation. The highest fitness value is 13. The higher the 
fitness value of a chromosome or an individual, the better the 
individual. 
 
E. Selection  
The next step is the selection of the population. The 
selection method used in this research is the tournament 
selection, the tournament size is 2. 2 chromosomes will be taken 
randomly and compared, the chromosome that has the highest 
value will be the parent for crossover process. A chromosome 
can be selected more than once. 
TABLE V.  CHROMOSOME AFTER SELECTION PROCESS 
Parent Chromosome Chromosome 
Parent 1 Chromosome 4 1-2-3-5-7-9-10-12-1-13-8-4-6 
Parent 2 Chromosome 2 1-2-3-5-6-12-1-13-4-7-8-9-10 
Parent 3 Chromosome 4 1-2-3-5-7-9-10-12-1-13-8-4-6 
Parent 4 Chromosome 5 1-2-3-5-7-9-11-12-1-13-10-4-8 
Parent 5 Chromosome 2 1-2-3-5-6-12-1-13-4-7-8-9-10 
Parent 6 Chromosome 3 1-2-3-5-7-8-12-1-13-6-9-4-10 
 
F. Crossover  
Each chromosome in the population is subjected to 
crossover with probability 0,5. Two chromosomes are selected 
from the population, and a random number is generated for each 
chromosome. If RN < 0,5 , these chromosomes are subjected to 
the crossover operation using single point crossover. Otherwise, 
these chromosomes are not changed. 
1. Choose 2 parents chromosome for crossover 
2. Determine the crossover point 
3. After the chromosome is divided into two parts. The 
head of chromosome 1 will be descended into 
offspring.  
4. The chromosome 2 will be examined. If there are genes 
that have not been found in the offspring then the genes 
are derived in the same order according to chromosome 
2 sequence. 
TABLE VI.  CHROMOSOME AFTER CROSSOVER PROCESS 
Offspring Chromosome 
Offspring 1 1-2-3-5-6-12-1-4-7-13-8-9-10 
Offspring 2 1-2-3-5-9-10-12-1-13-7-8-4-6 
Offspring 3 1-2-3-5-7-9-11-12-1-13-8-10-4 
Offspring 4 1-2-3-5-9-11-12-1-13-10-7-8-4 
Offspring 5 1-2-3-5-12-1-13-6-9-7-8-4-10 
Offspring 6   1-2-3-5-9-10-12-1-13-7-8-4-6 
 
G. Mutation  
Mutation is a process to maintain the genetic diversity of the 
population. List of new population crossover process results 
will be randomly selected for the mutation process. Mutation 
probability used is 0,01 based on reciprocal from generation 
number in this  GA  (1/100) [3]. 
1. Select offspring chromosome to be mutated 
2. Select two positions or two genes that will be randomly 
exchanged 
3. Insert the gen in the first position to the second position 
TABLE VII.  CHROMOSOME AFTER MUTATION PROCESS 
Offspring Chromosome 
Offspring 1 1-2-3-5-6-12-1-13-4-7-8-9-10 
Offspring 2 1-2-3-5-9-6-10-12-1-13-7-8-4 
Offspring 3 1-2-3-5-7-9-11-12-1-13-8-10-4 
Offspring 4 1-2-3-5-9-11-12-1-13-10-7-8-4 
Offspring 5 1-2-3-5-12-1-13-6-9-7-8-4-10 
Offspring 6 1-2-3-5-9-10-12-1-13-7-8-4-6 
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H. Stoping Condition 
Genetic algorithms will continue to run and find a solution 
to a problem until it reaches the stopping criteria or specific 
condition. In this study, the genetic algorithm will stop if it is to 
meet the solution or if it has reached the fitness value = 13, 
which means the same as the target value chromosome. 
IV. RESULT AND DISCUSSION 
A. Manual Testing (TriClass M) 
First, we do manual testing to measure statement, branch, 
and loop coverage. Below is the result from manual testing. 
Where statement requires 5 test case to reach 100% coverage 
by the time of 155s. Branch requires 5 test case by the time 
138s, and loop coverage needed 7 test case with a time of 181s. 
TABLE VIII.  RESULT TRICLASS M 
Total TC SC1 BC2 LC3 Time 
1 55% 7.70% 19.20% 58s 
2 60.50% 23% 28.40% 110s 
3 66% 46% 42.60% 121s 
4 71.50% 77% 56.80% 73s 
5 100% 100% 71% 66s 
6 - - 85.20% 19s 
7 - - 99.40% 21s 
 155s 138s 181s 474s 
1Statement Coverage 
2Branch Coverage 
3Loop Coverage 
B. Automated Testing Using CodeCover (TriClass CC) 
CodeCover is an extensible open source code coverage tool. 
It provides several ways to increase test quality. The main 
features of CodeCover are: Supports statement coverage, 
branch coverage, loop coverage and strict condition coverage 
[17]. 
In Fig. 5 there is test report performed by CodeCover, the 
report is in .html file form. In the report it can be seen that the 
percentation using one test case for each statement coverage, 
branch, and loop coverage are 86%, 50% and 33%. 
 
Fig. 5. CodeCover Report 1 TC 
 
To obtain a higher coverage, the authors add 3 more test 
cases,  the results can be seen below. 
 
Fig. 6. CodeCover Report 4 TC 
 
TABLE IX.  RESULT TRICLASS CC 
Total TC BC SC LC Time 
1 50% 86.70% 33.30% 8s 
2 75% 93.30% 66.70% 12s 
3 87% 96% 66.70% 16s 
4 100% 100% 66.70% 24s 
5 100% 100% 100% 32s 
Total 60s 
Estimated time 92s 
 
The table above describes the result of branch, statements, 
and loops coverage using CodeCover. To achieve 100% 
coverage, we added 1 test case, so total test case in automated 
testing is 5 and the estimated time is 92s. 
C. Testing With CodeCover + Genetic Algorithm (TriClass 
GA) 
Based on the results from genetic algorithm program, the 
target path is 1-2-3-5-7-9-10-12-1-13. The Path is a path to 
determine equilateral triangle. We will examine the path by 
entering the suitable test case. 
TABLE X.  RESULT TRICLASS GA 
Total TC BC SC LC Time 
1 100% 100% 33.30% 19s 
2 100% 100% 100% 27s 
Total 19s 
Estimated time 46s 
 
D. Result  
Based on the test results, TriClass M requires total 5 TC for 
each SC and BC. The total time required to get 100% coverage 
is 155s for SC and 138s for BC. Meanwhile, to measure LC 
needed 7 TC to reach 100% by the time as 181s. The total time 
required for TriClass M is 474s (7.9 minutes). 
TriClass CC, requires 4 TC each for SC, BC and LC. The 
total time is 60s (1 minute) to gaet 100% coverage and 66.7% 
in LC. To achieve the 100% LC, we added one TC, so for 
TriClass CC requires 5 TC with total time of 92s (1, 5 minutes). 
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TriClass GA returns a path that shows the function of the 
equilateral triangle. Based on the program result, we conducted 
test for the target path. Requires 1 TC for each SC 100%, BC 
100% and LC 33.3% with total time 19s (0.3 minutes). We 
added one TC for LC up to 100%. For 
TriClassCC requires 2 TC and time 46s (0,7 menit). The 
graph in Figure 8 presents the results of a comparison between 
the type of testing and the time required, it appears that a 
significant change in terms of the time required for testing. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 7. Testing – Time Graph 
 
Based on the percentage calculation of the percentage of 
time speed difference between TriClassM and TriClassCC 
reached 81%, and between TriClassCC and TriClass GA 80%. 
 
I. CONCLUSION AND FUTURE WORK 
Conclusions of this research are as follows : 
(a) Genetic algorithm can be used to find target path for 
software testing. With the presence of target path to be 
tested it will reduce the time needed for testing. The GA 
parameter used in TriClass program are : Pc  = 0,5; Pm =  
0,01; PopSize = 100; ChromLength = 13. 
(b) The percentage of time speed between TriClass M and 
TriClass CC is 81%, between TriClass CC and TriClass 
GA 80%. From these percentages we can conclude that 
testing with genetic algorithm can save time. 
(c) The authors suggest that the future work can be done 
using another software testing technique.  And with 
genetic algorithm testing can perform with more than one 
program or with large scale program. 
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