Introduction
Semantic web services (SWSs) are self-contained, reusable software components, which can be used independently to fulfill a need or can be combined with other SWSs to carry out a complex aggregation through the process called SWS composition. There are many factors, based upon which, the method to be used for the composition of SWSs can vary. We have identified some factors that the selection of a technique to be used in the composition process should depend upon. These factors include composition environment, nature of business application to produce, nature of SWS components, nature of input, properties of parameters on which the selection of services depend, nature of required output, degree of user involvement and dynamicity in the composition process. The presented framework, Technique Classification and Recommendation Framework (TCRF), deals with this issue by providing recommendations regarding the selection of most appropriate service composition technique to use. TCRF is composed of two systems: Taxonomical Classification System (TCS) and Technique Recommendation System (TRS). TCS provides a hierarchical classification of theoretically all classes of SWS composition techniques. TCS has been used further for the development of TRS. TRS provides recommendations regarding the selection of appropriate SWS composition approaches to use. Success of composition, quality of composition results, cost and time involved in the composition process and expended developer efforts are among the various factors affected by the appropriateness of service composition approach. So, depending upon the available composition environment, the choice for the composition approach should vary. To the best of our knowledge, no work is available which share the same goal.
The remainder of this paper is organized as follows. Section 2 presents the existing similar works and originality of our work in comparison to the existing ones. A brief introduction to TCRF is provided in Section 3. Section 4 presents the details of TCS, its hierarchical and ontological representations, and case-study to show its completeness. The working and composition of TRS have been provided in Section 5. Section 6 presents the detailed architecture and implementation issues for TRS and the paper has been concluded in Section 7 with a brief on future works.
Related Works
In this section, the existing similar works providing different classifications of SWS composition approaches have been presented. The originality of our proposed work in comparison to these works has also been demonstrated. Alamri et al. [1] have proposed a novel classification of service composition approaches. But, they have emphasized the dynamic web service composition approaches mainly. They have classified the approaches into six sections: run-time reconfiguration using wrappers, run-time component adaptation, composition language, workflow-driven composition techniques, ontology-driven web service composition and declarative composition. Kuster et al. in their work in [2] have presented a classification of automatic service composition approaches. Firstly, they have identified three classes of problems in web service composition viz. fulfilling preconditions, generating multiple effects and overcoming a lack of knowledge. Further, on the basis that which type of approach is able to handle which class of problem, various service composition approaches have been grouped under three classes. Arpinar et al. [3] have proposed a hierarchy of classifications for composition approaches. The basis of classification for the first level of hierarchy is amount of user-involvement in the composition process. Whereas, for the second and third levels, it is instance/template-based implementation and amount of dynamicity in the composition process respectively. A survey on automatic composition methods has been presented by Rao and Su [4] . They have mainly focused on the AI-planning based and workflow-based techniques and have broadly classified the various approaches into these two classes. Under the AI-planning based service composition class, the approaches have been further categorized based upon their method of implementation.
Each of the above mentioned classification works focuses on a particular class of service composition techniques only. Further, neither they discuss nor present any architecture or system which can recommend the developer in choosing the appropriate composition approach to use. However, in one or other way, the study of these works can be helpful to the developer in taking the decision in this regard. In contrast to these, our work covers mostly all of the classes of composition approaches and provides more detailed classification. TCS covers theoretically all classes of composition techniques into its taxonomy. Further, TRS can provide recommendations to the developers regarding most appropriate service composition approach to use and is directly helpful to the developer.
Technique Classification and Recommendation
Framework (TCRF)
TCRF can help the system developers during the implementation of composition phase of semantic web based systems for the selection of most appropriate composition approach to use. The proposed framework is composed of two systems: Taxonomical Classification System (TCS) and Technique Recommendation System (TRS). TCS is a conceptual system providing a novel classification of stateof-art SWS composition approaches. TCS is further used by the TRS to provide recommendations regarding the selection of most appropriate service composition approach to use under some defined conditions. The details of TCS and TRS are depicted in forthcoming sections.
Taxonomical Classification System (TCS)
TCS provides the classification of large range of SWS composition approaches in the form of a hierarchical taxonomy.
As shown in Fig. 1 , it presents a novel classification, providing five levels of hierarchy. With each level, the focus of classification is also shown. It is to be noted that as we move towards the lower level of hierarchy, the more details i.e. less abstraction of composition process comes into play. In this section, we will introduce our taxonomy for SWS composition techniques. The section also presents the representation of TCS in the form of an ontology. A case study on some existing SWS composition approaches has also been presented.
Classification Hierarchy for User Defined/ Manual SWS Composition Techniques
In user-defined SWS composition approach, the developers are provided direct access to the component services.
All of the activities involved in the composition process ranging from selection of best suitable component services to coordinating, composing and establishing communication between the selected services are performed manually. This approach is not suitable when the repository of component services is very large and components are updated and created dynamically. Depending upon the use of templates or actual instances of the service components, the user-defined composition processes can be categorized into two classes. During the template-based manual composition process, firstly the user defines a general template of the composite service. Then, at the run-time, the concrete services are filled into the created template.
In instance-based manual composition process, the actual service instances/concrete services are used instead. The template and instance-based classes are further categorized into static and dynamic categories on the basis that the involved activities are performed statically before execution or dynamically at run-time respectively.
Classification Hierarchy for Automatic SWS Composition Techniques
Automatic service composition enables the discovery and binding of the services at run-time. It minimizes the preparations and definitions required at the user-level during the design. These techniques are more suitable for handling the heterogeneous services. Depending upon the way of planning the composition and the used technology, the automatic composition techniques can be categorized into the following classes.
Declarative approach: The declarative approach to the automatic service composition mainly depends upon the concept of composability rules. These rules can be used to check whether two services are composable or not and to put some constraints over the service components such as cost and time that must be satisfied for a successful composition [1] .
Workflow based: Workflow-based automatic service composition consists of a series of work-items and datadependency among them in the form of a process-model. After searching the appropriate atomic services, these work-items are filled by the corresponding atomic services. 275 Figure 1 . TCS hierarchy.
The data-and control-flow connections are established between them to produce the goal service. Depending upon the process-model is created at design-time or at executiontime, the workflow-based techniques are categorized into static and dynamic approaches respectively. As shown in Fig. 1 , based on the way of performing the composition process, the dynamic node further has two branches: execution-based and model-driven. The execution-based node is based on the understanding that different servicecomponents in the composite service are executed in centralized, distributed or in hybrid way [1] . Whereas, the model-driven dynamic service composition consists of modelling the different activities involved in the composition cycle such as service-definition, scheduling, construction and execution.
Template/instance based: As was the case with manual service composition, the automatic composition process can also be categorized into template-and instanceclasses. But, the different activities like creation of composition template, filling concrete service-components, and searching and selecting the concrete service-instances are not done manually, but by the system-software itself.
AI (artificial intelligence) planning based: The AIplanning based automatic service composition involves the generation of a service composition plan. Planning for the composition consists of specifying some environmental states of the composite service by user, followed by the generation of composition plan by AI-Planner. Based upon the involved implementation technology, it can be categorized into chaining-and logic-based approaches. Chaining-based approach involves composing the services by recursively regarding the effects of one service as the preconditions of following until the desired effect is obtained. On the basis of method of implementation, it can be categorized into four classes: graph-search, forward-chaining, backwardchaining and estimated-regression planning [2] . The logicbased AI planning approach consists of representing the requirements of the user and available service-components using some logic-based representation languages such as languages based upon classic logic, and linear logic.
Ontology based: In the context of web service composition, an ontology is used for semantic description of the web services, and is thus employed in semantic composition of the web services. Based on how the ontology is implemented, ontology-based composition can be performed in two ways: context-based and agent-based. In contextbased composition, the context of use of services is represented in the ontological description of web services. The context of use further decides the composition behaviour of the system. Whereas, in agent-based composition, the composition system is considered as a multi-agent system.
Hybrid approach: This approach involves the integration of different techniques to improve the overall performance of the composed service than the same have been developed using any one of the individual techniques. Using the ontologies for defining the rules in rule-based composition or using ontology in developing workflows are the examples of possible hybrids.
Semi-Automatic
In semi-automatic SWS composition, some activities are performed manually. Manual user input or intervention is used in some cases to provide greater user satisfaction by giving the user more control over the composition process. However, in other cases the web service composition cannot be completed without user input. This occurs when some intermediate composition stage requires input values that 276 the automatic composition process is not capable of generating. In these cases the user must provide the necessary input values.
Representation of TCS in the Form of Ontology
To enhance the usefulness of TCS, we have represented it in the form of ontology. The ontological representation of TCS presents the description of various involved classifications in the formal way. Jena Ontology APIs [5] have been used for the representation of TCS in the form of OWL [6] ontology. Figure 2 shows an OWL-ontology of the path from node "SWS Composition" to the node "Centralized" (from Fig. 1 ) in the graphical form by using Altova SemanticWorks [7] . As you can see from Fig. 2 , the redundancy of nodes, "dynamic" and "static", that was present in hierarchical representation of TCS (see Fig. 1 ), has been removed in ontological description.
Systems Classification: Case Study
In Table 1 , we have presented the classification of some reported SWS composition approaches according to the TCS. A brief of each approach has also been shown in the table. It is also observed from this case study that most of the SWS composition systems uses hybrid of multiple approaches.
Technique Recommendation System (TRS)
TRS is a rule-based recommendation system, which can be used to provide the recommendations to the developers regarding the selection of most appropriate composition approach to use in the development of any semantic web based system. The system asks some questions to the developers about some of the parameters regarding the requirements of semantic web based system and decides its recommendations based on the answers provided by the developer. In the system, production-rules are based upon the hierarchical classification provided by TCS. The system has a knowledge acquisition module for acquiring any new rule from the expert. TRS recommends the composition approach out of the approaches shown by TCS.
TRS considers one level of TCS at a time for providing the recommendations. For the first level of TCS, we have designed about 28 rules. For the second level of TCS, we have implemented about 18 rules including 8 rules for the user-defined node and 10 rules for automatic node. Some of sample-rules are shown in Table 2 . First seven rules show the high necessity of following the recommendations. First ten rules are providing the recommendations regarding the techniques at first level of TCS, while others are providing recommendations for the second level.
Architecture and Implementation of TRS
TRS uses rule-based modular architecture. As shown in Fig. 3 , based upon the number of levels of TCS it is able to handle, the basic architecture of the system can be divided into multiple modules. Figure 3 presents the architecture for two levels and it can be similarly extended. The questionnaire repository consists of various questions regarding the target semantic web based system. Expert has the authority to update, delete, or modify any question from this repository. TCS-based rule-repository has TCS based 'If. . .Then' rules. The set-of-facts provides the facts about the recommendations for different possible values in the rules or different combination of multiple rules. In the presented architecture, these three parts i.e. questionnairerepository, rule-repository and set-of-facts are maintained separately for each level of TCS. Placing these modules in distributed manner saves searching-time for rules and question-set. The answers given by the developer, after placing in the appropriate rules from the rule-repository, are used by the rule-engine to compare them against the set-of-facts and design and present the recommendations to the developer through recommendation display module.
In the support of proposed architecture, we have implemented a prototype TRS. The developed system provides recommendations for two-levels of TCS. The system displays three different sets of questionnaires before the user of system: for the first level of TCS, for user-defined part of second level of TCS, and for automatic part of second level of TCS. Figure 4.1(a) and (b) shows one of the questionnaires for first level of TCS and corresponding recommendations respectively. The system receives 277 Table 1 Case Study of Some SWS Composition Approaches
Related Work

Brief of Presented SWS Composition Approach
Classification of Approach According to TCS [3] User selects the services from a ranked list at various stages.
Semi-automatic [8] Regression-based Ra4C algorithm has been used for composition of web services. The process of chaining of web services has been automated based on their functional descriptions.
Automatic -AI Planning -Chaining based -Regression based [9] Defines the composition process as a hierarchy of workflows. The model defined in OWL-S is used to describe the composite service.
Automatic -Workflow based -Modeldriven [10] Graph is used to model the composite service. This graph is further used to define the order of execution among nodes in the processes.
Automatic -Hybrid -Template basedWorkflow based -Static [11] , [12] , [13] , [14] In [11] , [12] and [13] , agents have been used for providing the different services. The ontology languages have been used for describing the service profiles. In [14] , composition system uses DAML-S for constructing rudimentary-service and procedure-ontologies. Agent brokering is performed using OAA agent-brokering system [15] and a modified Golog interpreter is used to communicate with Web services via OAA.
Automatic -Ontology based -Agent based [16] Uses the context of composition as the basis for the composition process. Further, the context is represented using some ontology language.
Automatic -Ontology based -Context based [17] Uses templates for capturing the semantic requirements of the processes.
Automatic -Template based [18] Web services are declaratively composed. Automatic -Hybrid -Template basedDeclarative [19] Uses AI-planning based algorithm for generating the control-flow. It uses a context-based algorithm for selection of ontologically described candidate services.
Automatic -Hybrid -AI PlanningOntology based -Context based [20] Partial automation of composition process is provided.
Composition is gradually generated with forward or backward chaining of services. At each step, a new service is added to the composition.
Semi-Automatic -Hybrid -Workflow based -Ontology based -Chaining based [20] , [21] , [23] , [24] ,
In [20] and [21] , Hierarchical Task Network (HTN) planning has been used to provide automation of composition process. OWL-S has been used for the service-description. Golog [22] , a high-level logic programming language, is used to enable the representation of complex actions. The work in [23] and [24] have explored the AI-planning for automatic service composition. [23] have used the DAML-S for the service-description, whereas WSMO [25] has been used in the [24] . [23] have used Golog to instantiate the appropriate plan. They have extended the support of Golog from specification and execution of complex actions to sensing actions that can find values of variables at run-time. The predicate logic has also been used in the [24] .
Automatic -Hybrid -AI planning based -Logic based -Ontology based 
Related Work Brief of Presented SWS Composition Approach
Classification of Approach According to TCS [26] Discussed the approach of AI-planning based automatic service composition. Uses graph-search for implementing the planning approach.
Automatic -AI planning based -Chaining based -Graph search [27] Uses e-service instances for e-service composition. E-Schemas are represented using Finite State Machines. Deterministic Propositional Dynamic logic [28] has been used.
Automatic -Instance based -Logic based Rule 2: IF Most of the input-values to the services in targeted composite service are such that they highly vary to the taste of user and only decidable by the user of system THEN The use of manual/user-defined approach for service composition is very highly recommended.
Rule 9: IF Various service components to be composed are distributed in nature THEN The use of automatic approach for service composition is recommended.
Rule 3: IF The discovery and binding of services has to be performed at run-time THEN The use of automatic approach for service composition is very highly recommended.
Rule 10: IF Selection of services has to be performed from among the very large repository of service components THEN The use of automatic approach for service composition is recommended.
Rule 4: IF Some of the new services may be needed while execution of the process THEN The use of automatic approach for service composition is very highly recommended.
Rule 11: IF There is any doubt that the selected service-components are compatible with each other or not and can be composed or not THEN The use of declarative automatic approach for service composition is recommended.
Rule 5: IF Machine-processable, highly accurate, and real-time output is required THEN The use of automatic approach for service composition is very highly recommended.
Rule 12: IF Some constraints have to be put over the service-components THEN The use of declarative automatic approach for service composition is recommended.
Rule 6: IF The selection parameters for service-components are decided at run-time THEN The use of automatic approach for service composition is very highly recommended.
Rule 13: IF There are service-components in the composite service which are dependent on each other such that the output of one is used by the other as input THEN The use of workflow-based automatic approach for service composition is recommended.
Rule 7:
IF Input values to some of the service-components in composite system have to be decided by the user, based upon the output of any preceding service components THEN The use of semi-automatic approach for service composition is very highly recommended. choices of the developer through these screens. After that, it applies the implemented production-rules over the obtained choices to generate the recommendations. The final recommendations are generated by the combination of multiple rules and are displayed before the user. As shown in Fig. 5 , TRS also recommends the different approaches in the suggested hybrid approach for service composition. The implemented system is platform independent and has been implemented using Java [29] . Various graphical APIs (Application Programming Interfaces) of Java have been used for the development of interface module of TRS.
The modules like set-of-facts, TCS-based rule-repository and others have been implemented using various control constructs provided by Java-package.
Conclusion
The paper presents a Technique Classification and Recommendation Framework for the state-of-art SWS composition approaches. It is composed of two systems: TCS and TRS. TCS classifies various SWS composition approaches into five levels of hierarchy and is further used by the TRS. 279 An ontology for TCS has also been implemented. TRS can find good use among the research and developer community for getting the recommendations regarding the suitable service composition approach to use for a particular situation. The system has rule-based modular architecture and provides the flexibility to enhance it at any level of detail under the TCS. A prototype TRS system for providing recommendations upto two levels of hierarchy has also been implemented. Our future works will involve develop- ing a SWS composition system based on the requirements and capabilities recognized in this work.
