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Abstrakt
Práce obsahuje popis tvorby aplikace a grafického uživatelského rozhraní určené k zazname-
návání aktivit. První kapitola pojednává o spravování času a k tomu určeným technikám.
Kapitola také uvede existující aplikace, které k spravování času slouží. Následující kapi-
tola rozebírá návrh projektu. Předposlední kapitola popíše implementační fázi a vybrané
implementační techniky. Na závěr autor ukáže fázi testování a její výsledky.
Abstract
The thesis contains description of the implementation process of the application and gra-
phical user interface for activity tracking. The first chapter deals with time management
and time management techniques. The chapter also shows existing applications that are
used to manage time. The following chapter analyzes design phase of project. The penul-
timate chapter describes implementation phase and chosen implementation techniques. In
conclusion author shows testing phase and its results.
Klíčová slova
časové plánování, C#, WPF, zaznamenávání činnosti, reverzní plánování, GUI, uživatelské
rozhraní, .NET
Keywords
time management, C#, WPF, activity tracking, reverze time managemenet, GUI, user
interface, .NET
Citace
Radek Amruz: Uživatelské rozhraní pro zaznamenávání
činností, bakalářská práce, Brno, FIT VUT v Brně, 2013
Uživatelské rozhraní pro zaznamenávání
činností
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Doc.
Ing. Adama Herouta, Ph.D. Uvedl jsem všechny literární prameny a publikace, ze kterých
jsem čerpal.
. . . . . . . . . . . . . . . . . . . . . . .
Radek Amruz
9. května 2013
Poděkování
Děkuji vedoucímu práce Doc. Ing. Adamovi Heroutovi, Ph.D. za odborné vedení a cenné
rady vedoucí k úspěšnému dokončení této práce. Dále bych chtěl poděkovat Danielovi Kres-
tovi za čas věnovaný korekturám mé práce.
c© Radek Amruz, 2013.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 2
2 Správa času 3
3 Návrh aplikace 5
3.1 Požadavky na aplikaci . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
3.2 Datová vrstva . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.3 Aplikační vrstva . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
4 Implementace aplikace 9
4.1 Jak aplikace pracuje . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
4.2 Uložení dat . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
4.3 Ovládací prvky . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
4.4 Práce se záznamy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
4.4.1 Časová osa . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
4.4.2 Záznam činnosti počítače . . . . . . . . . . . . . . . . . . . . . . . . 12
4.4.3 Záznam aktivit uživatele . . . . . . . . . . . . . . . . . . . . . . . . . 13
4.5 Statistiky . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
4.6 Práce aplikace na pozadí . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
4.7 Prostředky pro správu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
4.8 Vývojové prostředky a metody . . . . . . . . . . . . . . . . . . . . . . . . . 18
5 Testování 19
5.1 Testování na náčrtcích . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
5.2 Dotazník . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
5.3 Osobní testování . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
6 Závěr 22
A Obsah CD 24
1
Kapitola 1
Úvod
Čas každého z nás se stává dnem za dnem cennějším, nebuďme tedy lhostejní a zamysleme
se, jak ho co nejefektivněji spravovat. Každý z nás si jistě někdy dopředu naplánoval svůj
den, avšak kdo z nás se někdy za tím dnem ohlédl a porovnával, zda svých plánů dosáhl?
Naštěstí jsou pryč doby, kdy si člověk musel své denní rozpisy a plnění plánu psávat na
papír. V dnešní době moderních technologií nám s efektivním plánováním mohou pomáhat
počítače, tablety a mnohé chytré telefony. Avšak aby si uživatel do svého přístroje stáhl
neznámou aplikaci, i když by mu ušetřila mnoho jeho času, je třeba, aby ho tato aplikace
oslovila již během prvních pár vteřin. Tuto roli oslnivé krásky v našem případě hraje grafické
uživatelské rozhraní.
Náplní mé bakalářské práce bylo vytvořit aplikaci, jež by byla uživatelům nápomocná
právě při správě jejich času, konkrétně aplikace představuje systém pro reverzní plánování,
pokud do aplikace budeme poctivě zapisovat námi naplněné aktivity, budeme moci následně
shlédnout, jakým způsobem plníme své plány.
V úvodu práce popíšeme procesy spravování času podle odborníků v daném oboru,
jako i způsoby plánování a nakonec uvedeme již existující prostředky pro správu času.
Poté nahlédneme pod pokličku návrhu naší aplikace, kde přibližuji specifikace uživatelského
rozhraní a plány jejich naplnění. V další kapitole bude popsána implementace samotné
aplikace s přiblížením na její důležité aspekty, také je zde obsaženo plnění specifik a nároků
na aplikaci. Nakonec bude uvedeno testování aplikace, jejich výsledky a z toho plynoucí
důsledky.
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Kapitola 2
Správa času
Amatérským stanovováním životních cílů můžeme promarnit obrovskou spoustu času. Mnozí
celý život [5].
Řízení a spravování času, nebo-li time management je důležitou dovedností, díky které
se nám daří dosahovat našich cílů v pracovním i osobním životě [7].
Do time managementu řadíme činnosti jako je plánování, organizace, upřednostnění a
specifikace našich cílů. Celý tento proces provádíme za účelem co nejefektivněji řídit náš čas
a minimalizovat tím náš stres plynoucí z nesprávného rozvržení aktivit a jejich případného
zpožděného řešení. Avšak řízení času je komplexní proces, zahrnující monitorování a analýzu
námi utraceného času.
K analýze našeho času většinou používáme tzv. reverzní plánování, kdy se zpětně ohléd-
neme za právě skončeným dnem, prací, projektem a vytvoříme si časovou mapu našich čin-
ností. Tuto techniku bychom správně měli podpořit prvotním naplánováním celé akce, kdy
bychom mohli následně porovnávat námi očekávané náročnosti úkolů s doopravdy stráve-
ným časem. Pro naplánování činností nám slouží následující techniky [7]:
• To-Do list – Vytvoří se jednoduchý seznam úkolů platných pro dané období, pro
upřesnění je možno do To-Do listu zahrnout rozdělení úloh na:
– Musím - Chci
– Pracovní - Soukromý
• Metoda S.O.R.U.Z. – Název metody je odvozen od počátečních písmen dílčích
kroků, se kterými metoda nakládá:
– S. sumarizace úkolů
– O. odhad času na jednotlivé činnosti
– R. rezervní čas
– U. určení priorit
– Z. zpětná kontrola
Tato metoda je pro možnosti následného reverzního plánování nejvhodnější, jelikož
si vytváříme přesný časový harmonogram, který je třeba dodržet. Zpětná kontrola se
tedy stává jednoduchou záležitostí.
• Eisenhowerův princip – Pro jednotlivce, kteří mají problém setřídit si priority,
existuje jednodušší seřazení úloh dne a to podle pravidel:
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1. Naléhavé a důležité
2. Nenaléhavé, ale důležité
3. Nedůležité, ale naléhavé
4. Nedůležité a nenaléhavé
Vzhledem k monitorování našich činností je z výše uvedených nejvhodnější metoda
S.O.R.U.Z., kterou si rozšíříme o další pole, do kterého si po vykonání činnosti zapíšeme,
jak se nám úkol povedlo splnit. Takovéto monitorování je vhodné provádět po delší dobu,
doporučená doba je minimálně 14 dní. Po těchto dvou týdnech můžeme sumarizovat naše
výkony a zjistit, kde v plánování děláme chyby a případně je efektivně napravit.
K monitorování a plánování našeho času existuje v dnešní době mnoho softwarových
řešení. Začínající od obyčejných kalendářů, až po komplexní řešení s mnoha nadstavenými
funkcemi. Některé tyto programy jsou však velice nepřehledné a pro běžného uživatele až
zmatené. Jiné tyto řešení jsou uložena na cloudu a bez připojení k internetu se k nim
nedostaneme. Avšak stále jde o nástroje, které nám při správném používání dokáží ušetřit
čas. Jako příklad těchto řešení uvádím aplikace:
• Rainlendar (http://www.rainlendar.net) Jedná se o jednoduchý program, kde si
pomocí rozhraní kalendáře plánujete své dny, aplikace běží na pozadí a všechny vý-
znamné události se vám barevně odlišují v samotné aplikaci. Aplikace je bezplatná a
při správném užívání nám zpřehlední naši pracovní náplň.
• ManicTime (http://www.manictime.com/) Tento program monitoruje činnost na
našem počítači a nabízí nám řešení reverzního plánování. Aplikace je pro běžného
uživatele bezplatná a pokud do ní pravidelně zapisujeme naše činnosti, můžeme poté
snadno získat přehled o tom, jak trávíme svůj čas.
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Kapitola 3
Návrh aplikace
Jednou z prvních činností spojenou s vývojem software je návrh aplikace. Návrhem rozu-
míme analýzu a specifikaci požadavků na námi vytvářený program. Ač je návrh většinou
podceňován a jemu věnované úsilí minimální, jedná se o činnost, která je z hlediska vý-
voje programu nezanedbatelná. Úsilí a náklady, které této části věnujeme se nám většinou
později vrátí.
Tedy při pečlivém postupu analýzy a specifikace požadavků získáváme neformální poža-
davky uživatele, které převádíme na strukturovaný popis požadavků. Cílem této fáze je
hlavně správně identifikovat nároky a požadavky uživatele.
V této kapitole se blíže seznámíme s mým návrhem aplikace, určením požadavků na
aplikaci a možnostmi jejich řešení. Dále se pokouším shrnout možnosti jednotlivých řešení
do případových studií a studovat jejich vhodnost pro vytvářenou aplikaci. Nakonec se se-
známíme se základním návrhem uživatelského rozhraní.
3.1 Požadavky na aplikaci
Prvním krokem, jež bychom jako návrháři software měli učinit, je uvědomění si poslání
našeho programu a cílovou skupinu uživatelů aplikace. Měli bychom této analýze věnovat
více času, než-li jakékoliv jiné části návrhu.
Jelikož se má aplikace zaměřuje především na uživatele, vstřícnost uživatelského roz-
hraní a jednoduše ovladatelné prostředí, rozhodl jsem se program vyvíjet pro platformu
Microsoft Windows, která je u uživatelů nejrozšířenější. A při vývoji jsem používal prvky,
které pokryjí co největší spektrum jejich uživatelů.
Veškeré prvky aplikace by tedy měly uživatelům co nejvíce připomínat prostředí, ve kte-
rém se normálně pohybují a reagovat na příkazy, které mohou normálně používat. Příkladem
uvedu kliknutí pravého tlačítka myši, kdy uživatel očekává zobrazení menu s možnostmi pro
daný prvek (otevřít, zavřít, smazat, kopírovat). Tedy prvky mé aplikace se snaží dodržovat
tyto stereotypy, aby i nový uživatel mé aplikace neměl problém s jeho bezproblémovým
ovládáním.
Produkt je cílený na skupinu uživatelů, kteří si rádi spravují svůj čas a měla by jim
nabídnout možnost tzv. reverzního plánování. Tedy aplikace by měla být konstruována
co nejjednodušeji a většina operací by se měla být schopna provést na pár kliknutí myši.
Celkově by aplikace měla pro uživatele znamenat co nejmenší ztrátu času, do návrhu je
tedy zahrnuta možnost spouštění aplikace automaticky po startu systému a její okamžité
schování do systémové lišty systému.
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Pokud tedy shrneme všechny nároky na aplikaci, můžeme si je vypsat v několika bodech:
• Jednoduché ovládání - Uživatelské rozhraní a možnosti aplikace musejí být i pro
uživatele
”
začátečníka“ snadno pochopitelné a po pár okamžicích by se měl v aplikaci
bezproblémově orientovat. Aplikace by měla mít prvky konstruovány tak jednoduše,
aby k ní nebyl potřebný manuál a uživatel vše používal intuitivně.
Uživatelské rozhraní by mělo podporovat zavedené stereotypy operačního systému,
pro které je vyvíjeno. Uživatel by tedy po užití příkazu, který používá v jiné aplikaci,
nebo v rámci ovládání systému, neměl dostat jiný výstup, než na který je zvyklý. Dále
by uživatelské rozhraní mělo obsahovat správně umístěné ovládací prvky, jejichž účel
by měl být uživateli hned při prvním shlédnutím jasný, ať už se jedná o pojmenování
prvku, nebo ikonu s ním spojenou.
Co se týče celkového vzhledu aplikace, měla by na uživatele působit seriózně a neměla
by odrazovat svým barevným provedeném, ani zmateným umístěním ovládacích prvků.
• Přehlednost záznamů - Za předpokladu, že si uživatel nechá zobrazit záznamy
pouze při potřebě bližšího zkoumání své činnosti, by časová osa, na níž jsou záznamy
vyvedeny, měla být přehledná, snadno ovladatelná. Záznamy samotné by měly být
přehledné. Záznam by měl mít svou specifickou barvu, nejlépe pokud se i zde dodrží
uživatelský stereotyp, vyznačení záznamů o programech bude mít barvu podobnou
barvě ikony programu. Pří najetí myší nad záznam by uživateli měly být poskytnuty
vše potřebné informace o daném záznamu.
Záznamy činností uživatele by také měly být vyvedeny se stejnými pravidly jako výše
uvedené, navíc by měly být snadno rozlišitelné od záznamů činnosti počítače. Bylo
by tedy vhodné mít dvě časové osy, na každou část zvlášť, avšak tyto osy by měly
mít sdílené posuvníky, jelikož činnost uživatele úzce souvisí se spuštěnými programy
na počítači. Očekává se tedy, že pokud uživatel bude vyhledávat sebou prováděnou
činnost, bude ho zároveň zajímat, co v danou dobu prováděl na svém počítači.
• Automatické doplňování činnosti - Pokud uživatel pečlivě plánuje svůj čas, je
pravděpodobné, že nemá moc času nazbyt, například na naklikávání i jednoduchých
formulářů pro zaznamenání své činnosti. Aplikace by tedy měla podporovat automa-
tizaci ve vyplňování záznamů, například pop-up okno, jež by se uživateli zobrazilo po
určité době bez práce s aplikací.
Vše by mělo být vytvořeno bez jakýchkoliv rušivých prvků, uživatel by se neměl
cítit
”
otravován“, ale měl by si právě pomocí tohoto prvku zapisovat většinu činností.
Nabídne se tedy uživateli možnost zápisu, bez toho, že by musel otevírat celý program,
ale pomocí jednoduchého dialogu zapíše svou činnost a bude tedy využívat aplikace.
Na závěr bych rád uvedl myšlenku budoucího využívání aplikace, tedy možnost používat
program i na jiných ovládacích prvcích než má k dispozici klasický počítač. Mám na mysli
hlavně tablety, které jsou v dnešní době trhem více a více rozšiřovány k běžným uživatelům.
Kladl jsem si tedy důraz i na to, aby aplikace byla použitelná na tabletech, a tedy se dala
intuitivně používat při používání dotykového displaye.
Při takovémto používání aplikace na více přístrojích by byla vhodná možnost propojit
výstup aplikace například na cloud, avšak můžeme si klást otázku, zda uživatel chce ukládat
tyto mnohdy i citlivá data na tak snadno napadnutelné uložiště dat. V tomto směru máme
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i mnohé další možnosti, některé internetové služby a portály nabízejí možnost propojit or-
ganizér, jež u nich máte uložený, s aplikacemi na počítači, avšak opět zde vyvstává problém
zadávaní přístupových údajů do aplikace, a tudíž možnost porušit soukromí uživatele.
3.2 Datová vrstva
V naší aplikaci budeme pracovat s větším množstvím dat, které budeme neustále získávat
ze samotné práce s počítačem a dále také od samotného uživatele, který bude do apli-
kace ukládat svůj soupis činností, kvůli kterým na počítači pracoval a byl aktivní právě na
zaznamenaných aplikacích. Je tedy důležité všechny tyto data pečlivě a efektivně uchová-
vat. Pokud se podíváme, co přesně budeme uchovávat, mluvíme o záznamech spuštěných
programů, nejlépe i s přesným názvem okna, které bylo aktivní. Dále budeme uchovávat
záznamy uživatele, které obsahují název činnosti, záznamy startovacího a závěrečného času.
Obrázek 3.1: Diagram znázorňující přibližnou podobu struktur pro záznam
Výše můžeme vidět přibližnou podobu dat, která budeme ukládat, pro zaznamenávání
aktivních aplikací na počítači je struktura velice podobná, opět se jedná o dvě mezi sebou
propojené tabulky, kdy jedna obsahuje cizí klíč z hlavní tabulky. Tímto návrhem zamezím
přílišnému tříštění dat, vše získá jasnou logickou stavbu a tento návrh by měl ulehčit jak
vývoj aplikace, tak její pozdější udržování.
Pokud se budeme bavit o způsobu uložení těchto dat, uznal jsem za vhodné zavrhnout
jakékoliv možnosti ukládání dat v textové podobě. Přesněji tím myslím výstup do čistě
textového souboru, nebo například použití značkovacích jazyků, jako je XML. Možnosti,
jež aplikaci nabízejí tyto technologie, jsou velice mizivé, vyvstává problém ochrany takto
vytvořených, lehce čitelných souborů, kdy by buď sám uživatel, nebo v horším případě
útočník hackující počítač mohl snadno znehodnotit takto uložená data. Pokud by uživatel
chtěl například přenést data uložená aplikací na nový počítač, vyvstal by další problém a
to velikost souboru, který by po měsících užívání aplikace mohl přesahovat klidně i gigabyty
prostoru.
Jak je již z diagramu jasně vidět, program by měl pracovat s jasně definovanými struk-
turami hodnot, jako nejlepší volba se tedy jeví využít možností relačních databází. Toto
řešení nám zajistí především efektivní a bezpečnější uchování dat. Další výhodou použití
databáze je určitě i efektivnější využívání paměťového prostoru, i při delším užívání aplikace
by data neměla zabírat mnoho paměťového prostoru. Což by také usnadnilo přenositelnost
dat. Dále by se do budoucna mohlo uvažovat o propojení aplikace s cloud databázemi,
pokud by to začalo být od uživatelů vyžadováno.
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3.3 Aplikační vrstva
Aplikační vrstvou rozumíme implementaci operací nad databází a jejich vynesením do gra-
fického uživatelského rozhraní. Tato vrstva je aktivní při vynášení dat z databáze do tvaru
čitelného uživatelem a naopak. Tato vrstva je na vrstvě datové naprosto nezávislá a vyvíjí
se zvlášť.
Jak již bylo několikrát zmíněno, grafické rozhraní aplikace musí být co nejjednodušší,
aby s ním uživatel dokázal pracovat intuitivně, navíc musí pracovat podle zavedených stere-
otypů. Všechny tyto vlastnosti budou v uživateli budit příjemné pocity při práci s aplikací,
jelikož se nebude chovat jinak, než je zvyklý. Pokud by se rozhraní chovalo nepředvídatelně,
nebo neodpovídalo na příkazy uživatele bez toho, že by věděl zda aplikace stále pracuje,
rozhodně by s aplikací nepracoval dlouho a při první příležitosti by ji odstranil.
Jako jedním z možných kandidátů pro implementační prostředí se jevil jazyk Java, který
je hojně rozšířen, nabízí podporu vytváření jednoduchých a přehledných rozhraní. Bohužel
jde o jazyk interpretovaný a pro spuštění jakékoliv aplikace napsané tímto jazykem musí
mít uživatel na svém počítači nainstalovaný tzv. JVM, což je sada programů a struktur,
které využívá modul virtuálního stroje pro interpretaci programů [8].
Druhou volbou bylo použití jazyka C# a jeho prezentačního frameworku Windows Pre-
sentation Foundation (WPF). Které byly vyvinuty firmou Microsoft a jsou tedy k vytvoření
aplikací běžícími pod jejich operačními systémy nejvhodnější. C# navíc obsahuje již ve-
stavěné operace pro práci s operačním systémem a měl by tedy usnadnit samotný vývoj
aplikace [3]. Uživatelské rozhraní vytvářené v prostředí WPF má již ze základu vzhled a
ovládací prvky podobné operačnímu systému, tudíž odpadá nutnost upravování samotného
okna aplikace [4].
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Kapitola 4
Implementace aplikace
V této kapitole se blíže podíváme na samotnou implementaci aplikace. Popíšeme uložení dat
v programu, jakožto i způsob vytvoření grafického uživatelského rozhraní. Vysvětlíme proč
rozhraní vypadá, jak vypadá. Vypíšeme použité vývojové prostředky a nakonec shrneme,
zda-li se nám podařilo dodržet původní návrh aplikace, případně proč jsme návrh nedodrželi
a pokusíme se zjistit, jestli změna pomohla k větší spokojenosti uživatele.
4.1 Jak aplikace pracuje
Aplikaci jsem postavil na činnosti prvků Dispatcher timer, které po jim nastavené době
vyvolávají nastavenou metodu. Vytvořil jsem si tedy tyto časovače dva: TimerOpenWindow,
který běží při maximalizovaném okně aplikace a TimerClosedWindow pro minimalizované
okno. Jediný rozdíl v implementaci metod pro vyvolané metody těchto časovačů TickOpen-
Window, TickClosedWindow je při minimalizovaném okně absence vykreslení na časovou
osu. Dále tedy budu popisovat jenom druhou jmenovanou metodu.
Při vyvolání metody časovače (v mé aplikaci každou sekundu) jsou zavolány metody
třídy GetIt, které pomocí metod systému Windows zjistí právě aktivní okno, metoda
GetTitle, a v seznamu systémových procesů zjistí, která aplikace toto okno vlastní, me-
toda GetActiveWindow. Třídu GetIt dále použiji už jenom na získání ikony programu a
její
”
dominantní barvy“.
Aplikace získané informace uloží do svých lokálních proměnných a poté při každém
dalším průchodu metody časovače zjišťuje, zda se získané aktivní okno shoduje s uloženými
daty. Jakmile je aktivní okno odlišné od vnitřních dat aplikace, je zjištěno, zda v databázi
existuje záznam o programu vlastnící dané okno, pokud je výsledek negativní, aplikace
programu vytvoří záznam. Dále už je do databáze zapsána uběhlá instance programu a
aplikace si přepíše lokální proměnné na nově aktivní okno.
4.2 Uložení dat
V návrhu 3.2 jsme pro uložení dat plánovali použít relační databáze, při implementaci
z návrhu nebylo ustoupeno a uložiště dat vzniklo za použití SQL Server Compact Database
společnosti Microsoft. Jedná se o lokální databázi určenou klientským aplikacím. Tento
systém byl vyvíjen pro osobní počítače a mobilní přístroje, je tedy ideální pro náš koncept
paměťově nenáročné aplikace [1]. Dle původního návrhu jsem vytvořil v databázi relace, jež
jsou postupně aplikací plněny daty, databáze db.sdf.
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Obrázek 4.1: Relace databáze, do nichž jsou ukládána data
Pokud se podíváme blíže na strukturu, zvolil jsem v případě jak činností uživatele, tak
ukládání aktivních programů dvě relace, kdy hlavní tabulka obsahuje data o rodičovském
programu/činnosti a závislá tabulka obsahuje jednotlivé instance těchto záznamů. Jak je
vidět na obrázku 4.1. Do relací jsem přidal i pole pro záznam barvy záznamu, jelikož mi
nepřišlo vhodné při startu programu tyto hodnoty opět hledat v systému a matematicky
počítat (ve třídě GetIt). Operace nad touto databázi v projektu obsahuje třída DataCon,
která obsahuje statické metody pro ukládání, načítání, změnu a mazání dat.
Při ukládání dat v aplikaci se snažím minimalizovat jejich dobu strávenou v operační
paměti počítače. Než zabírat po celou dobu běhu programu, jež by měl vlastně běžet na
počítači neustále, velké množství operační paměti, raději při potřebě práce s daty zavolám
metodu třídy DataCon a data načtu z pevného disku. Načtení dat probíhá při otevření
okna aplikace, kdy jsou zavolány metody třídy MainWindow, jmenovitě FetchToTimeline
a FetchActivityToTimeline. Tyto metody postupně načtou všechny záznamy z databáze
a vykreslí je na časové osy.
4.3 Ovládací prvky
V této kapitole se podíváme na hlavní ovládací prvky aplikace, z nichž si některé blíže
přiblížíme v další podkapitole, která se bude zaobírat práce se záznamy 4.4.
Hlavní okno aplikace je logicky děleno na tři základní ovládací části:
• Záložky - Rozdělují program na tři části, skládající se z časové osy, statistik a mož-
nosti nastavení programu. Uživatel se na jedno kliknutí může přenést, kamkoliv po-
třebuje.
• Ovládací panel - Nabízí uživateli všechny operace dostupné v dané části programu.
Ikony jsou popsány jak textově, tak pomocí ikon, které mají pomoci při orientaci
v programu.
• Dialogové okno - Část okna zobrazující uživateli chtěné informace (časové osy,
grafy), s některými částmi lze myší interaktivně pracovat.
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Obrázek 4.2: Hlavní okno programu
Ovládání aplikace jsem se pokoušel co nejblíže přiblížit moderním aplikacím a proto jsem při
vytváření uživatelského rozhraní použil externí knihovnu Fluent.dll1, která menu aplikace
dává tzv. ribbon styl, který je uživatelům známý z prostředí většiny nových Microsoft
produktů, především řady MS Office.
Obrázek 4.3: Ribbon styl menu
Knihovna je použita při vytváření hlavního okna aplikace MainWindow. Jak je vidět
na obrázku 4.3, menu je příjemné a přehledné, opět by u uživatele mělo vyvolávat pocit
přátelského prostředí, se kterým již dříve úspěšně pracoval.
4.4 Práce se záznamy
V této sekci si blíže předvedeme princip a funkčnost jednotlivých prvků práce se záznamy.
Jelikož se má práce měla zaměřit především na uživatelské rozhraní, bylo ovládacím prvkům
věnováno nejvíce času a úsilí.
4.4.1 Časová osa
Časová osa se dá považovat za nejpoužívanější část programu, uživatel si zde bude vyhle-
dávat veškeré informace, které program nastřádal a on sám uložil. Jako samotnou časovou
1Dostupná na portálu Codeplex: http://fluent.codeplex.com/
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Obrázek 4.4: Ovládací prvky časové osy
osu jsem zvolil již hotový projekt Timeline control2, knihovnu jsem si na mnoha místech
sám upravoval a vytvářel jsem nové event handlery. Celu osu lze vidět na obrázku 4.2.
Jak vidíme na obrázku 4.4, uživatel se po časové ose může pohybovat pomocí dato-
vého posuvníku, který byl vytvořen prvkem DateTimePicker, v části menu Time Control.
Avšak časovou osou lze posouvat také interaktivně pomocí posunu myší, vše je zajištěno
v knihovně TimlineLib.dll, kde jsou vytvořeny všechny potřebné event handlery. Oba
dva tyto posuny osy jsou mezi sebou správně propojeny a pokud posouváme osu pomocí
myši, čas na prvku DateTimePicker se posouvá také.
V programu jsou vykresleny časové osy dvě. Horní osa je pro zápis aktivních programů,
tedy je plně pod kontrolou aplikace a uživatel si na ní může prohlížet svou činnost na
počítači. Druhá časová osa je plně pod kontrolou uživatele. Lze s ní manipulovat jak z ovlá-
dacího panelu, kde k tomu slouží sada tlačítek Activity Manger. Všechny operace, které
jsou k dispozici pomocí tlačítek, lze provádět také interaktivně na časové ose a to za pomocí
klikání myši.
4.4.2 Záznam činnosti počítače
Vykreslení těchto záznamů je provedeno barevně, kdy aplikace metodou GetColor ve třídě
GetIt vypočítá z ikony programu dominantní barvu, kterou potom přiřadí programu do
databáze. Metoda vykazuje skvělé výsledky u většiny testovaných programů. Je možné že
odstín ne vždy stoprocentně sedí na ikonu aplikace, ale pro uživatel by tato vlastnost měla
být dostatečně přesná, a tedy užitečná. Nakonec uživatel získává při najetí myši nad záznam
textové údaje, přesněji jeho Title a Description, které jsou zapsány v databázi.
Se záznamy uživatel nemá možnost hýbat, ani je mazat. Avšak pokud by nechtěl, aby
aplikace zaznamenávala některé jeho aktivity, má možnost v kontextovém menu aplikace
zvolit možnost Discreet Mode, kdy je aplikace uvedena do stavu, ve kterém nemonitoruje
2Dostupný na: http://timeline.codeplex.com/
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běžící aplikace. Po opětovném zvolení Discreet Mode aplikace navazuje a začíná snímat
počítač. Aby uživatel věděl, zda-li aplikace snímá, či nesnímá, je po sepnutí Discreet Mode
změněna barva ikony programu a to na červené spektrum barev, které by mělo uživateli
indikovat, že aplikace nic nesnímá. Pokud aplikace normálně běží, ikona je vyvedena v ze-
leném spektru barev. Je zde tedy použito jednoduché semaforové logiky, kterou by měl
”
obyčejný“ uživatel znát z reálného života, popřípadě z jiných programů.
(a) Ikona programu (b) Aplikace snímá (c) Aplikace nesnímá
Obrázek 4.5: Použité ikony programu
4.4.3 Záznam aktivit uživatele
• Přidání aktivity – Po stisknutí tlačítka (zavolání metody AddActivity) na ovláda-
cím panelu je uživateli nabídnuto jednoduché dialogové okno, kde uživatel specifikuje
prováděnou činnost.
Obrázek 4.6: Dialogové okno pro zadání činnosti
Prvek pro přidání jména činnosti je třídy AutoCompleteBox. Která je obsažena v kni-
hovně Extended WPF Toolkit. Tomuto prvku je při vytvoření okna nastaven Item-
Source a to jako seznam všech již použitých názvů aktivit. Při psaní se tedy uživa-
teli nabízí možnost automatického doplnění jím již vepsaných činností. Pokud dojde
k automatickému doplnění, uživatel již nemusí podruhé zadávat barvu činnosti a tato
možnost mu z dialogu zmizí.
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Barva se vybírá za pomocí prvku ColorPicker, jež je součástí externí knihovny
Xceed.Wpf.Toolkit, uživateli je nabídnuto základní spektrum barev, jakožto i paleta,
kde si může namíchat barvu dle své libosti. Poslední dvě pole startovacího a konečného
času činnosti jsou také prvky knihovny Xceed.Wpf.Toolkit, jmenovitě TimePicker,
uživatel má možnost zadat čas ručně, nebo k němu proklikat jak roletou, popřípadě
posuvníkem.
Přidání aktivity lze také spustit dvojitým kliknutím kdekoliv na časovou osu činností.
Startovací čas poté automaticky obsahuje hodnotu, na kterou uživatel klikal, zbytek
prvků pracuje stejně, jako při spuštění přes ovládací panel. Metody pro otevření dia-
logového okna jsou AddActivity a OnTimelineDoubleClick, která je volána pomocí
event handleru ze samotné časové osy, tuto funkci jsem jí implementoval sám.
• Upravení aktivity – Po spuštění pomocí ovládacího panelu (zavolání metody Man-
ageActivities), se uživateli zobrazí dialogové okno se seznamem již uložených čin-
ností a je zde možnost upravit název, popřípadě zvolenou barvu činnosti. Tuto operaci
lze však provést i pomocí pravého kliku myši na jakoukoliv zobrazenou činnost, kdy je
v dialogovém okně automaticky doplněno, kterou činnost si uživatel přeje upravovat.
Po pravém kliku myši je pomocí metod knihovny TimelineLib, které jsem sám dopsal
výpočet, na jakém čase bylo tlačítko stisknuto a program dopočítá, které vykreslené
činnosti v daném čase jsou. Po kliknutí je zavolána metoda OnTimelineRightClick,
jež po označení možnosti Edit Activity přesune řízení metodě EditActivity.
Obrázek 4.7: Kontextové menu pravého tlačítka nad činností
• Smazání aktivity – Poslední možností je smazání záznamů činností (metodou De-
leteActivity). Operace lze provézt dvěma způsoby:
1. Kliknutím na tlačítko ovládacího panelu, kdy je uživateli nabídnut seznam čin-
ností a po potvrzení smazání jsou smazány všechny záznamy této činnosti.
2. Kliknutím na možnost Delete Activity kontextového menu činnosti, kdy je
smazána pouze tato instance činnosti.
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4.5 Statistiky
Dalším prvkem mé aplikace jsou statistické informace poskytované uživateli, který v této
sekci může zjistit, nad kterými programy strávil nejvíce svého času, popřípadě v rámci
jaké činnosti tráví na počítači svůj čas. Všechny grafy byly použity z již zmíněné knihovny
Extended WPF Toolkit. Aplikace grafy naplní pomocí metody ShowColumnChart, která
přijímá jako parametr číselný seznam, jež zde funguje jako filtr, privátní proměnná filter.
Metoda pomocí tohoto seznamu získá z databáze potřebná data a poté pomocí proměnné
ValueList naplní graf daty, v našem případě se jedná o proměnnou typu TimeSpan, která
určuje dobu běhu aplikace.
Obrázek 4.8: Obrazovka obsahující statistické údaje
Ovládací panel je logicky dělen na několik částí:
• Date range – Tato sada prvků DateTimePicker uživateli slouží k určení rozmezí
času, ze kterého aplikace bude počítat vykreslované údaje. Uživateli je zde nabídnuta
možnost rychlých voleb tohoto rozmezí a to:
1. Posledních 7 dní metoda StatisticForWeek
2. Posledních 30 dní metoda StatisticForMonth
3. Posledních 356 dní metoda StatisticForYear
4. Výběr všech aktivních dní aplikace metoda StatisticForAll
Tyto volby byly původně rozšířeny o možnost volby buď příslušného počtu dní, nebo
výběru všech dní z tohoto týdne/měsíce/roku. Avšak po proběhlých testováních a
rozmluvy s uživateli byly tyto možnosti označeny za zbytečné, ba naopak uživatele
zdržovaly od práce s aplikací, jelikož od tlačítka očekával chování, jež je mu nyní
nastaveno. Sada ikon, použita pro tyto operace, má v uživateli evokovat kalendář a
příslušný počet dní, většina uživatelů shledala tyto ikony jako odpovídající.
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• Chart type – Zde si uživatel může volit typ vykreslovaného grafu. Po spuštění statis-
tik je přednastaven graf typu koláč, kdy se počítá s uživatelovým zájmem o přibližné
informace a toto nastavení by mu mělo ušetřit čas. Při najetí myší nad záznam v grafu
jsou uživateli zobrazeny informace o daném programu, resp. činnosti. Záznam obsa-
huje dobu běhu v hodinách a procentuální vyjádření vzhledem k době běhu všech
aplikací, době konání všech činností. Další z možností je sloupcový graf, který uži-
vateli nabídne stejná data. Uživatel tak může snadněji získat přehled o rozdílech
mezi dobami běhu. Poslední z možností je výpis tabulek s jednotlivými instancemi
běhu programů/činností, kdy je uživateli vypsán i popisek. V této tabulce tedy může
blíže zjistit, co v samotném programu dělal nejčastěji. Tabulka je řešena prvkem typu
ListView a pomocí jednoduchého makra je jí nastavena tzv. zebra stripes vlastnost,
kdy jsou jednotlivé řádky střídavě barevně odlišeny.
• Filter – Uživateli je nabídnuta možnost vyfiltrovat ze statistik nechtěné programy.
V ovládacím panelu jsou mu k dispozici předvolené možnosti:
1. Označit vše metoda FilterEverything
2. Nejpoužívanějších 5 metoda FilterTop5
3. Nejpoužívanějších 10 metoda FilterTop10
Tyto možnosti byly specifikovány po domluvě s uživateli. Hodnoty pět a deset byly
určeny jako nejčastěji chtěné, tedy byly vytvořeny tlačítka usnadňující uživateli práci.
Další možností filtrace je používání prvku CheckBoxList na pravé straně obrazovky.
Tento seznam aplikací/činností vzniká v metodě CreateCheckBoxList, kdy jsou al-
fabeticky vypsány všechny programy z databáze. Pokud uživatel mění označení pro-
gramů ve filtru, je při zaznačení volána metoda AddToFilter, při odstranění Remove-
FromFilter, díky kterým je dynamicky měněn obsah grafu, bez nutností klikání na
další zbytečná tlačítka.
• Program / Activity – Tato dvě tlačítka slouží k jednoduchému přepínání mezi
statistikami běžících programů a činností zapsaných uživatelem.
4.6 Práce aplikace na pozadí
Již v návrhu 3.1 bylo zmíněno automatizování zápisu činností uživatele. Implementace
aplikace tedy byla směřována tak, aby se zápis činností dal provádět i při aplikaci mi-
nimalizované v systémové liště. Uživatel tedy může provádět vše potřebné pomocí ikony
Obrázek 4.9: Minimalizování aplikace
v systémové liště a při běžné práci se nemusí zdržovat otevíráním okna aplikace. Příkazy
platné pro práci mimo aplikaci:
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1. Klik levým tlačítkem myši vyvolá přidání nové činnosti
2. Dvojklik levým tlačítkem otevře aplikaci
3. Klik pravým tlačítkem vyvolá kontextové menu s následujícími možnostmi:
(a) Otevřít aplikaci
(b) Zapnout diskrétní mód
(c) Vypnout aplikaci
Další z možností, které aplikace nabízí, je tzv. pop-up okno (třída PopUp), které je
při nečinnosti uživatele každé tři hodiny otevřeno. Tato funkce je nastavena jako známý
watchdog z vestavěných systémů. Po spuštění aplikace je odstartován Dispatcher timer
s časováním na tři hodiny. Pokud je kdykoliv během těchto tří hodin zaznamenána uži-
vatelem činnost je tento timer resetován. Pokud však doběhne čas, je zavolána metoda
PopUpWindow, která zobrazí pop-up.
Obrázek 4.10: Pop-up okno při nečinnosti
Toto okno je po jedné minutě ignorace uživatele automaticky uzavřeno, aby uživatel
neměl pocit otravování. Se samotným oknem je možno provést tyto operace:
1. Zmáčknutí tlačítka YES, kdy uživatel potvrdí činnost, která je mu programem nabíd-
nuta a program sám doplní tuto činnost do posledních tří hodin nečinnosti.
2. Zmáčknutí tlačítka Other, kdy je uživateli nabídnuto okno se zadáním nové činnosti.
3. Klik pravým tlačítkem myši kdekoliv do okna, což je příkaz k uzavření okna. Tuto
možnost jsem volil z důvodu stereotypů, kdy jsou takto nastavena pop-up okna většiny
aplikací, se kterými jsem se setkal.
4.7 Prostředky pro správu
Ačkoliv je program zaměřen primárně na uživatelské rozhraní, nabízí omezené možnosti i
”
pokročilým uživatelům“. Uživatel má možnost provádět jednoduché operace s databází a
to:
1. Smazání obsahu databáze
2. Export databáze
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Dále se ve složce s programem nachází logfile.txt, do nějž aplikace zapisuje pomocí
třídy Log. Uživatel zde bude moci nalézt jakékoliv chybové hlášení v přehledné textové
podobě. Jak chybové, tak úspěšné činnosti jsou uživateli hlášeny i za běhu programu a to
v jednoduchém prvku textblock. Při jakémkoliv provádění Try-Catch bloku jsou postupně
provedené následující úkony.
Algorithm 1: Try-Catch blok
1 try
2 {
3 TRY BLOK
4 WriteToWindowBlock
5 }
6 catch(Exception ex)
7 {
8 WriteToWindowBlock
9 Log.WriteToLog(Error)
10 }
4.8 Vývojové prostředky a metody
Vývojové prostředky byly zvoleny podle návrhu 3.3. Jako vývojové prostředí tedy bylo
zvoleno Visual Studio 2010 společnosti Microsoft. Tento nástroj mi nabídl mnoho silných
možností jak ve vytváření code-behind, tak při návrhu uživatelského rozhraní. Prostředí
nabízí mnoho již vestavěných funkcí jazyka a webové stránky výrobce obsahují nepřeberné
množství manuálů [2], ze kterých jsem často čerpal.
Při vývoji jsem se po vytvoření uživatelského rozhraní zaměřil také na to, jakým způ-
sobem aplikace spravuje výpočetní prostředky, jež dostává k dispozici. K tomuto účelu mi
skvěle posloužil vývojový prostředek ANTS Memory Profiler 7 společnosti redgate [6]. Díky
němu se mi povedlo ustálit prostředky používané programem na snesitelnou mez (50MB
paměti RAM).
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Kapitola 5
Testování
Jelikož aplikace byla zacílena na uživatele, bylo po její implementaci třeba provést aktivní
testování ze strany uživatelů. Zvolil jsem tři metody testů:
• Testování rozhraní na náčrtcích
• Anonymní online dotazník
• Osobní testování s uživateli
Tuto volbu testování jsem volil na základě obecného faktu, že dotazníky bývají často ne-
přesné a výsledky zkreslené neochotou respondentů. Avšak stále byl do testování zařazen,
jelikož se takto dal oslovit největší počet a spektrum uživatelů.
Ve všech typech testování byl jednotný systém, respondent dostal pracovní úkol a po
jeho vykonání podával zpětnou vazbu, která byla známka za obtížnost úlohy a za pří-
větivost řešení. Známkování probíhalo na stupnici 1 až 5, kdy 1 znamená nejjednodu-
šší/nejpřívětivější a 5 opak.
5.1 Testování na náčrtcích
Osobní testování probíhalo na skupině šesti uživatelů, kdy tři z nich byli
”
experti“, dva
”
pokročilí“ a poslední
”
začátečník“.
Pro skupinu jsem měl připraveny návrhy grafického uživatelského prostředí mé aplikace.
Uživateli jsem zadal imaginární úlohu a on mi slovně popisoval, jak by v neznámém prostředí
postupoval.
Z výsledků vyplývá, že každý uživatel by nejprve hledal tlačítko s příslušným názvem
a odpovídající ikonou. Návrh aplikace s ovládacími tlačítky počítal, tedy jsem s uživateli
probral vlastnosti ikon tlačítek a ze společné diskuze vznikl koncept ikon, které se v aplikaci
nacházejí.
Dále se někteří uživatelé pokoušeli některé operace provádět intuitivně bez pomocí tla-
čítek. Většina uživatelů v tomto případě předvedla, že by se s časovou osou pokoušela
pracovat jako s obyčejným posuvníkem a tedy mě utvrdili v potřebě této vlastnosti. Dále
bylo dle přání uživatelů do návrhu přidáno pár voleb, které byly splněny, jako je například
obsah kontextového menu v ikoně systémové lišty.
Uživatelé mi zde dále schválili použití barev v programu, aplikace na ně nepůsobila vy-
křičeným, ani amatérským dojmem. Možnost vykreslovat používané programy jejich vlastní
barvou byla také doporučena.
19
Tomuto testování jsem přikládal vysokou hodnotu a myslím si, že při vývoji jakékoliv
aplikace zaměřené na uživatele by se podobné testování mělo pořádat. Pokud bych vyvíjel
robustnější aplikace, testování bych prováděl vícekrát za dobu vývoje programu.
5.2 Dotazník
Při online dotazníku měli respondenti k dispozici moji aplikaci a dostali k ní sadu úloh
k řešení, v tomto případě jsem volil sadu úloh nejjednodušších, aby uživatelé nebyli odrazeni
a snažili se úlohy před vyplněním dotazníku řešit. Uživatel v dotazníku dále uvedl také svůj
stupeň znalosti práce s počítačem (začátečník, pokročilý, expert).
Seznam úloh:
1. Vytvoř novou činnost uživatele
2. Uprav vlastnosti činnosti uživatele
3. Smaž činnost uživatele
4. Zjisti nejpoužívanější program
5. Zapni diskrétní mód
6. Zjisti pět nejčastějších aktivit uživatele za poslední týden
Výsledky dotazníku
Úloha Obtížnost Přívětivost
Vytvoř činnost 1,25 1,15
Uprav činnost 1,10 1,15
Smaž činnost 1,10 1,15
Nejpoužívanější program 1,15 1,10
Diskrétní mód 1,15 1,05
Pět aktivit 1,05 1,05
Tabulka 5.1: Online anonymní dotazník
Pokud bychom brali výsledky jako relevantní, lze na nich pozorovat jemná stoupající
tendence hodnocení, z toho soudím, že pokud uživatel s aplikací pracuje delší dobu, snáze
se v ní orientuje. Dalším zjištěním bylo pozitivní hodnocení uživatelů u všech úloh. Všechny
ovládací prvky tedy plní svůj účel a uživatel bez problémů pozná, k čemu jaký slouží.
Dotazník byl vyplněn celkem 40–ti uživateli.
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expert
62.5%
pokročilý
30%
začátečník
7.5%
Avšak jak již bylo zmíněno, tyto dotazníky bývají nepřesné a jejich výsledky bývají
zkreslené.
5.3 Osobní testování
Toto testování probíhalo se stejnou skupinkou, jako tomu bylo v případě 5.1. Skupině jsem
zadával úkoly a sledoval, jakým způsobem jej plní. Během tohoto testování si uživatelé
testovali, jak jsem dostál jejich nárokům a kromě pár drobností, které jsem zmínil například
v podkapitole 4.5, byli s výsledkem spokojeni.
Operace prováděli bez větších problémů a v programu se orientovali přirozeně, bez
nutnosti navádění, popřípadě rad.
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Kapitola 6
Závěr
Cílem mé bakalářské práce bylo vytvořit aplikaci, která by uživateli nabízela možnost re-
verzního plánování a uvést postup při implementaci této aplikace.
Vývoj aplikace se neobešel bez drobných úskalí. Po seznámení se s implementačním
prostředím a tématikou projektu bylo třeba vytvořit návrh aplikace. V této části projektu
jsem využil znalosti nabyté studiem a místo bezhlavého bušení kódu jsem se obrátil na
skupinku uživatelů a s jejich pomocí navrhl specifikace aplikace. Stěžejnější částí projektu
se bezesporu stalo grafické uživatelské rozhraní, na které uživatelé kladli největší nároky,
jak na jeho jednoduchost a přehlednost, tak na jeho grafický vzhled. Ve svém řešení jsem se
tedy zaměřil na tento aspekt, abych mohl uživatelům na konci nabídnout jednoduchý, pro-
fesionálně vypadající program, který by sloužil jako jednoduší alternativa k profesionálním
aplikacím.
Správně zvolené vývojové prostředí a implementační prostředky vývoji aplikace v mno-
hém pomohly. Prostředí Microsoft Visual Studio 2010 mi rozšířilo spektrum možností, jak
již ze strany provozovatele a jeho knihoven, tak volně dostupných řešení uživatelů, která do-
plňovala nedostatky originálních prostředků. Při využívání externí knihovny TimelineLib
jsem sice narazil na pár úskalí, ale jakmile jsem pronikl do zdrojových kódů a potřebné
události byly implementovány, problémy vymizely.
Další verze aplikace by byla ovlivněna výsledky testování, jakožto i osobními postřehy.
Ze strany uživatelů by šlo o úpravu některých grafických výstupů a zobrazování ovládacích
prvků, jež jsou v daných situacích nepoužitelné. Osobně bych upravil zdrojový kód, kde by
se pomocí složitějších konstrukcí dalo docílit rychlejší práce aplikace a zmenšení nároků na
výpočetní zdroje.
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Příloha A
Obsah CD
Přiložené CD obsahuje:
• Zdrojové soubory
• Instalační soubor aplikace
• Plakát
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