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1U¨berblick
• Scriptsprache und eingebettete Sprache
• Graphisches Toolkit Tk
• Tcl/Tk und Internet
• Vor- und Nachteile
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2Anliegen und Entwicklung
• Scho¨pfer: John Ousterhout
• Ziel: Einfache Scriptsprache zum Einbetten in (C-)Programme:
Anwenderprogrammierschnittstelle, Anpassung des Programms.
• Zusa¨tzlich einfach programmierbare Graphikschnittstelle.
• 1988: Tcl (sprich Tickl) fu¨r Unix.
• 1990: Tk (sprich Tie-Kee).
• 1996: Portierung auf MS-Windows und Mac-OS.
• 1997: Bytecodecompiler, Speichern von Variablen als Objekte.
• ab 1999: I18N, Performanceverbesserung.
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3Einbetten von Tcl in Anwendungen
Tcl-Bibliothek
Tcl-Code
C-Code
Programmcode
Tcl-Scripts
Bibliotheken
Tcl-Interface
Anwendungsscripts
Tcl besteht aus:
• einer Bina¨rbibliothek,
• einigen Initialisierungsscripts in Tcl.
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4Einsatz als Scriptsprache
Tcl-Interpreter
Tcl-Bibliothek
Tcl-Scripts
Tcl-Anwendung
Tcl-Code
C-Code
Tcl-Scripts
Paketbibliothek
Der Interpreter tclsh bindet als Anwendung nur die Tcl-Bibliothek ein
und erwartet Tcl-Befehle auf der Kommandozeile oder Befehlsdateien
(Scripts).
Die Einbindung von weiteren Bibliotheken ist mo¨glich.
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5Installation
Bei den meisten Distributionen enthalten (SuSE: tcl new, tk new).
Eigeninstallation neuerer Versionen:
Download von tcl-<version>.tar.gz und tk-<version>.tar.gz
von http://www.scriptics.com.
Installieren:
tar xzvf tcl-<version>.tar.gz
cd tcl-<version>
./configure --enable-gcc
make
make install
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6Sprachaufbau - Kommandos
Aufbau der Kommandos:
Befehlsname arg1 arg2 ...
Die Argumentanzahl ist vom Befehl abha¨ngig.
Befehle mu¨ssen komplett auf einer Zeile stehen. Fortsetzung auf
Folgezeile durch \.
Mehrere Befehle auf einer Zeile werden durch ; getrennt.
Der Befehl # mit beliebig vielen Argumenten ist ein Kommentar.
Beispiel:
puts Hallo ; # Ausgabe von Hallo
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7Sprachaufbau - Variablen
Variablennamen ko¨nnen aus beliebigen Zeichenketten gebildet wer-
den. Sinnvoll sind jedoch die u¨blichen Einschra¨nkungen (Buchstaben,
Zahlen, ).
Die Vereinbarung erfolgt bei der Wertzuweisung:
set variable wert
Der Wert einer Variablen wird durch das Voranstellen von $ geliefert:
set a 5
puts $a
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8Sprachaufbau - Datentypen
Variablen werden intern als Objekt gespeichert.
Der Wert kann als integer, double oder string gespeichert werden.
Eine Umwandlung erfolgt automatisch, falls notwendig.
set a 3
⇒ 3
set res Ergebnis:
⇒ Ergebnis:
append res $a ; # a wird als String interpretiert
⇒ Ergebnis:3
expr $a * $a ; # a wird als integer interpretiert
⇒ 9
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9Sprachaufbau - Felder
Felder: Assoziative Arrays.
Vereinbarung erfolgt mit der Vereinbarung des ersten Feldelements.
set Feldname(Indexname) Wert
Felder sind eindimensional, mehrdimensionale Felder werden simuliert.
set termin(2000-03-11) Linux-Tag
puts $termin(2000-03-11)
set feld(1,2) black ; # Simulation 2-dim. Feld
set i 1 ; set j 2
puts $feld($i,$j)
Tcl/Tk Jens Po¨nisch
10
Sprachaufbau - Gruppierung 1
Anfu¨hrungszeichen ":
Trennende Wirkung von Leerzeichen, Tabulator und Zeilenschaltung
wird aufgehoben.
set text "Hallo
Welt"
⇒ Hallo
Welt
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Sprachaufbau - Gruppierung 2
Geschweifte Klammern {}:
Auswertung in dieser Gruppe wird verhindert.
puts {Preis:\n3.00 $}
⇒ Preis:\n3.00 $
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Sprachaufbau - Gruppierung 3
Eckige Klammern []:
Gruppe wird als Befehl ausgewertet und das Ergebnis als Argument
benutzt.
puts "Preis: 3.00 DEM =\
[format {%.2f} [expr 3.0/1.95583]] Euro"
⇒ Preis: 3.00 DEM = 1.53 Euro
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Sprachaufbau - Arithmetische Ausdru¨cke
Explizite Auswertung durch das Kommando
expr Ausdruck
Implizite Auswertung in Schleifen- und Verzweigungskommandos.
Arithmetische Operatoren: + - * / % ()
Testoperatoren: == != < <= > >= && || !
Bitoperatoren.
set umfang [expr $durchmesser*3.1416]
set istSchaltjahr [expr $jahr%400 == 0 \
|| ($jahr%4 == 0 && $jahr%100 != 0)]
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Listen
Listen sind geordnete Folgen von Daten.
Erzeugung:
set listenvariable {wert1 wert2 ... }
set listenvariable [list wert1 wert2 ...]
Zugriff auf Listenelemente: lindex lsearch
Vera¨ndern von Listen: lappend lsort lreplace linsert ...
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Verzweigungen - if
Einfach- und Mehrfach-Verzweigungen ko¨nnen mit if-elseif-else-
Ketten realisiert werden:
if {Ausdruck} {
Anweisung
} elseif {Ausdruck} {
Anweisung
. . .
} else {
Anweisung
}
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if-Anweisung - Beispiel
set wtag [clock format [clock seconds] \
-format {%w}]
if {$wtag > 0 && $wtag < 6} {
puts "Werktag"
} elseif {$wtag == 6} {
puts "Sonnabend"
} else {
puts "Sonntag"
}
Tcl/Tk Jens Po¨nisch
17
Verzweigungen - switch
Pru¨fen nach einer festen Zahl von konstanten Werten:
switch Wert {
Konstante {Anweisung}
. . .
default {Anweisung}
}
Der Wert kann eine Zahl oder auch ein String sein. Ein - statt
einer Anweisung bewirkt den Sprung in die Anweisung der folgenden
Verzweigung.
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switch-Anweisung - Beispiel
set wochentag [clock format [clock seconds] \
-format {%w}]
switch $wochentag {
2 { puts "Dienstag" }
3 { puts "Mittwoch" }
4 { puts "Donnerstag" }
1 -
5 { puts "Schontag" }
default { puts "Wochenende" }
}
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Schleifen
Tcl kennt nur abweisende Schleifen und Schleifen u¨ber Listen.
for {Kommando} {Ausdruck} {Kommando} {Schleife}
while {Ausdruck} {Schleife}
Schleifensteuerung: break continue
Beispiel - Quadratzahlen:
for {set i 1} {$i <= 20} {incr i} {
puts "$i - [expr $i * $i]"
}
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Funktionen und Prozeduren
proc Funktionsname parameterliste {
. . .
return Wert
}
Die Wertru¨ckgabe entfa¨llt bei Prozeduren.
Variablen sind lokal gu¨ltig.
Zugriff auf globale Variablen:
global Variable . . .
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Funktionen - Beispiel
Umrechnung DM ⇒ Euro
# Globale Vereinbarung
set DM_Euro 1.95583
proc dm2euro {dm} {
global DM_Euro
set euro [expr $dm/$DM_Euro]
return $euro
}
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Weitere Eigenschaften
• Ereignisgesteuerte File- und Socketverarbeitung
• Regula¨re Ausdru¨cke: regexp regsub
• Namespaces: Modularisierung großer Programme
• Mehrsprachigkeit: msgcat und Unicode-Zeichensa¨tze
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Tk - Widgets
Verfu¨gbar sind:
Standardwidgets wie Label, Button, Menu, Entry, Scale,
die komplexen Widgets Text und Canvas,
sowie die Container Frame und Toplevel.
Die Widgetbibliothek setzt direkt auf der X11-Bibliothek auf.
Widgetnamen beginnen mit Punkt, Hierarchien von Widgets sind
mo¨glich.
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Darstellen von Widgets
Erzeugen des Widgets
widget-kommando widgetname parameter
Anordnen des Widgets im Fenster mittels Layoutmanager
pack widget parameter oder
grid widget parameter
Beispiel:
button .b -text Hallo -command "puts {:-)}"
pack .b
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Tk - Layout
Der Gridmanager ermo¨glicht eine einfache Anordnung:
grid widget -row zeile -column spalte
Geza¨hlt wird ab Zeile und Spalte 0.
Die Maße der Zeilen und Spalten errechnen sich aus der Widgetgro¨ße.
Mit dem Parameter -sticky wird das Widget in den angegebenen
Richtungen (nsew) am Gitter
”
angeklebt“.
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Layoutmanager - Beispiel
Umrechnung DM ⇒ Euro:
source dm2euro.tcl
label .ldm -text "DM:"
entry .edm -textvariable dm -width 10
button .bcomp -text "Umrechnung" \
-command {set euro [format {%.2f} [dm2euro $dm]]}
label .leuro -text "Euro:"
label .reuro -textvariable euro
button .bexit -text Beenden -command exit
grid .ldm -row 0 -column 0 -sticky w
grid .edm -row 0 -column 1 -sticky w
grid .bcomp -row 0 -column 2 -sticky ew
grid .leuro -row 1 -column 0 -sticky w
grid .reuro -row 1 -column 1 -sticky w
grid .bexit -row 1 -column 2 -sticky ew
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Tk - Canvas
Darstellung von Objekten im Canvas.
Die Zeichenobjekte werden u¨ber eine ID angesprochen und ko¨nnen spa¨ter manipu-
liert werden.
Erzeugen von Objekten:
Canvasname create Objekttyp Koordinaten Parameter
Zeichnen einer Linie im Canvas .c:
set lineId [.c create line 0 100 200 100 -fill green]
Zeichenobjekte: line (Bezierkurve), oval, arc, rectangle, image, text, . . .
PostScript-Export des Canvas.
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Canvas - Beispiel: Koordinatensystem
canvas .c -width 200 -height 200 -bg white
pack .c
.c create line 0 100 200 100 -fill blue
.c create line 100 0 100 200 -fill blue
set j -4
for {set i 20} {$i < 200} {incr i 20} {
.c create line 95 $i 105 $i -fill blue
.c create line $i 95 $i 105 -fill blue
if {$j} {
.c create text $i 106 -text $j -anchor n
.c create text 106 [expr 200-$i] -text $j -anchor w
}
incr j
}
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Tcl - Erweiterung durch Bibliotheken
Der Sprachumfang von Tcl/Tk kann durch das Laden dynamischer Bibliotheken
erweitert werden.
Beispiele: BLT (Widgets), itcl (OOP)
Schreiben eigener Erweiterungen:
1. Implementieren des Algorithmus als C-Funktion mit definierter Schnittstelle.
2. Registrieren der C-Funktion als Tcl-Kommando.
Laden von Bibliotheken:
load Bibliotheksfile oder
package require Paketname
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Tcl - Erweiterung: Funktionscode
/* euro.c definiert Kommando dm2euro */
#include <tcl.h>
int dm2euroCmd (ClientData cd, Tcl_Interp *interp, int objc,
Tcl_Obj *CONST objv[]) {
double dm;
Tcl_Obj *res;
Tcl_GetDoubleFromObj(interp, objv[1], &dm);
res = Tcl_GetObjResult(interp);
Tcl_SetDoubleObj(res,dm/1.95583);
return TCL_OK;
}
int Euro_Init(Tcl_Interp *interp) {
Tcl_CreateObjCommand(interp, "dm2euro", dm2euroCmd,
(ClientData)NULL, (Tcl_CmdDeleteProc *)NULL);
return TCL_OK;
}
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Tcl - Erweiterung: Erzeugen der Bibliothek
U¨bersetzen der dynamischen Bibliothek:
gcc -fPIC -c euro.c
gcc -shared -o euro.so euro.o
Nutzung:
load ./euro.so
dm2euro 3.00
⇒ 1.53387564359
Bibliotheken sind bis Tcl-8.0 versionsabha¨ngig.
Ab Tcl-8.1 Stub-Interface.
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Tcl-Anwendung: Scriptsprache
Parsen von XML-Dokumenten:
set fd [open "test.xml" r]
set xmldata [read $fd]
close $fd
while {[string compare $xmldata ""]} {
if {[regexp {([^<]*)<([^>]*)>(.*)} $xmldata \
dummy data tag xmldata]} {
processdata $data
processtag $tag
}
}
Fertige Werkzeuge wie tdom, TclXML sind verfu¨gbar.
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Tcl-Anwendung: Netzserver
Server liefert IP-Nummer und Port des Client sowie die Zeit des
Servers.
proc Accept {sock addr port} {
puts $sock "\nAdresse: $addr Port: $port"
puts $sock "Chemnitzer Linux-Tag: \
[clock format [clock seconds] \
-format {%d.%m.%Y %H:%M}]"
close $sock
}
socket -server Accept 5007
vwait forever
Tcl/Tk Jens Po¨nisch
34
Tcl-Anwendung: Netzclient
Der Client fu¨r den Demo-Server:
set s [socket localhost 5007]
while {![eof $s]} {
gets $s line
puts $line
}
close $s
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Tcl-Anwendung: Datenbank-Frontend
Datenbankfrontends fu¨r viele freie und kommerzielle DBMS verfu¨gbar:
mySQL, PostreSQL, Oracle, ADABAS-D, . . .
Problem: Unterschiedliche Interfaces behindern portable Programmie-
rung.
Ansatz: ODBC-Treiber verwenden.
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mySQL-Frontend - Beispiel
load /usr/local/lib/libmysqltcl.so
set sql [mysqlconnect]
mysqluse $sql test
set start [expr [clock seconds]-7200]
set sdatum [clock format $start -format {%Y-%m-%d}]
set szeit [clock format $start -format {%H:%M}]
mysqlsel $sql "select * from linuxtag \
where datum = ’$sdatum’ and zeit >= ’$szeit’ \
order by datum,zeit"
puts "Veranstaltungen am $sdatum ab $szeit:"
mysqlmap $sql {datum zeit referent titel} {
puts "$datum $zeit $referent: $titel"
}
mysqlclose $sql
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Tcl-Anwendung: Apache und mod dtcl
Der Modul mod dtcl erlaubt die Integration von Tcl-Code in HTML-Seiten, der
vom Web-Server ausgewertet wird.
<html>
<head>
</head>
<body>
<h1>Willkommen zum Linux-Tag</h1>
<+
hgetvars
hputs "Es ist jetzt [clock format [clock seconds]\
-format {%H:%M}] Uhr"
+>
</body>
</html>
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Tcl-Anwendung: Tcl-Plugin
Browser-Plugin fu¨r Netscape und IE fu¨r Unix, Windows und Macintosh.
Einbetten von Tcl-Files:
<embed src=”Tcl-File” width=”Breite” height=”Ho¨he”>
Tk steht zur Verfu¨gung, damit leistungsfa¨higer als JavaScript.
Nutzer kann den Quelltext einsehen.
Das Script la¨uft in einem sicheren Interpreter, der den Zugriff auf die lokalen und
Netzresourcen konfigurierbar einschra¨nkt.
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Tcl/Tk-Anwendung: Plattformu¨bergreifende
Entwicklung
Einheitliches Graphik-API fu¨r X11, Win32 und Macintosh erleichtert die platt-
formu¨bergreifende Entwicklung graphischer Anwendungen.
Beispiel: Knipling
Sprache Gemeinsam Linux Windows Bemerkung
Tcl 11600 570 400 Druckdialog Linux
C 2500 500 1500 Canvasdruck Windows
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Tcl/Tk Anwendungen verpacken
Ziel: Anwendung besteht nur aus einem Binary — leichtere Verteilung.
Zwei Ansa¨tze:
• Packen der Tcl-Scripts in String-Arrays.
• Packen der Scripte in ZIP-Archiv. Dieses wird an das Binary angeha¨ngt.
Werkzeuge:
• TclPro, mktclapp, freewrap - Zusa¨tzliche
”
Verschlu¨sselung“.
• wrap (J. Nijtmans).
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Tcl/Tk - Vorteile
• Verfu¨gbarkeit auf vielen Plattformen.
• Lizenz erlaubt freie und kommerzielle Nutzung.
• Graphisches Interface.
• Universell einsetzbar.
• Integration in Applikationen.
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Tcl/Tk - Probleme
Versionsvielfalt:
Scripte meist unproblematisch, Bibliotheken und Anwendungen mu¨ssen angepaßt
werden.
Performance:
Beispiel (auf Pentium 133):
(1) n-Damen-Problem (n = 10)
(2) Newton-Verfahren 3
√
1 . . . 3
√
1000
Sprache (1) (2)
C 0.4 s
Perl 5.004 43.2 s 0.287 s
Python 1.5.1 94.1 s 0.734 s
Tcl 8.0.5 146.5 s 0.499 s
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Literatur und Informationsquellen
Brent Welch: Practical Program-
ming in Tcl/Tk.
Third edition, Prentice Hall.
Steve Ball: Web Tcl complete.
First edition, McGraw-Hill.
Scriptics: http://www.scriptics.com
News: news:comp.lang.tcl
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Tcl/Tk - Beispiele
http://www.tu-chemnitz.de/ poenisch/tcl/:
• eurorechner.tcl – Umrechnung DM ⇒ Euro
• function.tcl – Funktionsplotter
• hanoi.tcl – Turm von Hanoi
• tkdamen.tcl – n-Damen-Problem
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