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Fakulteta za računalnǐstvo in informatiko
Jean Marinšek
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korǐsčenje rezultatov diplomske naloge je potrebno pisno privoljenje avtorja,
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Naslov: Primerjava izdelave izvornih proti navzkrižnim mobilnim aplikaci-
jam
Avtor: Jean Marinšek
Diplomska naloga predstavlja ugotovitve raziskovanja razlik med izvornimi
(angl. native) in navzkrižnimi (angl. cross-platform) aplikacijami. Dodaten
cilj je izdelava Android aplikacije v izvornem ter navzkrižnem načinu s te-
matiko zemljevida. Da bi lahko razumeli te razlike, moramo poznati osnovni
način delovanja mobilnih naprav, njihovo zgodovino in pomen v današnjem
svetu. Mobilne naprave imajo različne operacijske sisteme, kot so Android,
iOS, Windows Phone. Vsak od naštetih operacijskih sistemov je razvit v
programskem jeziku, ki je tudi osnova za izvorni razvoj mobilnih aplikacij,
Android - Java, iOS - Objective-C, Windows - C#. Na splošno velja, da sta
kakovost ter hitrost aplikacij vedno bolǰsa, če je aplikacija razvita v domačem
okolju platforme ter jeziku. V podjetju sem bil priča razvoju aplikacije v
navzkrižnem okolju Xamarin.Forms. Podjetju bi koristili izsledki raziskave
ter ugotovitve v zvezi s praktičnim primerom, ki je podjetju tehnično ter
vsebinsko blizu. Cilj diplomske naloge je predstaviti ugotovitve raziskova-
nja obstoječih primerjav med razvijanjem izvirnih ter navzkrižnih aplikacij
ter predstavitev ugotovitev izdelave praktičnega primera, ki se osredotoča
na primerjavo kakovosti ter hitrosti Android izvirne aplikacije ter Android
navzkrižne aplikacije.
Ključne besede: mobilna aplikacija, izvorna aplikacija , navzkrižna aplika-
cija, razvoj.
Abstract
Title: Comparison between Native and Cross-Platform mobile applications
Author: Jean Marinšek
The thesis presents the findings of an exploration of differences between na-
tive and cross-platform applications. An additional goal is to create an An-
droid application in a native and cross-platform mode with an interacitve
map. In order to understand these differences, we need to understand the
basics of how mobile devices work, their history and importance in today’s
world. Mobile devices have different operating systems, such as Android,
iOS, Windows Phone. Each of the listed operating systems is developed in
a programming language, which is also the basis for the native development
of mobile applications, Android - Java, iOS - Objective-C, Windows - C#.
It is generally accepted that the quality and speed of applications is always
better when the application is developed on a platform native to the home
environment and language. In this company I have witnessed the develop-
ment of an application in the cross platform environment of Xamarin.Forms.
Company could use the research and findings from an example that is tech-
nically and contextually close to the business. The goal of this thesis is to
present the findings of exploring existing comparisons between developing
native and cross-platform applications, and also to present the findings of a
practical example that focuses on comparing the quality and speed of the
Android native application and the Android hybrid application.




1.1 Ozadje ter poslovna domena
Velika večina ljudi živi v svetu, kjer si je življenje brez pametne mobilne
naprave težko predstavljati. Trenutno ima mobilno napravo 5,15 milijarde
ljudi, kar je 66,60% svetovne populacije. Pametne mobilne naprave upora-
blja 3,3 milijarde ljudi, kar je 42,63% svetovne populacije. Realnost je, da se
mobilne naprave ne uporabljajo več samo za namene, kot so se uporabljale na
začetku, ko so bile namenjene izključno komunikaciji preko klicev in sporočil.
Pametnim mobilnim napravam se je uporabnost precej povečala, saj lahko z
njimi slikamo, pridobivamo informacije s spleta, igramo mobilne igre, delimo
vsebine na socialnih omrežjih in še mnogo drugih uporabnih stvari. Zaradi
uporabnosti mobilnih naprav je v zadnjih letih trg mobilnih aplikacij postal
nepredstavljivo velik, tako da imajo programerji, ki ustvarjajo aplikacije, več
priložnosti, hkrati pa tudi večjo konkurenco.
Ko so se pametne mobilne naprave razvijale, so praktično postale majhni
prenosni računalniki in s tem so se razvili tudi operacijski sistemi. Naj-




Mobilne aplikacije morajo v zadnjem času doseči visoke standarde, saj mo-
rajo biti zanimive, lepo oblikovane, delovati morajo hitro, poleg tega pa mora
programer za izdelavo aplikacije porabiti čim manj časa ter denarja ter za-
dovoljiti čim večje število uporabnikov. Že dve platformi sta za razvijalce
lahko velik zalogaj; če se namreč odločijo za razvijanje izvirne aplikacije,
morajo zato, da bi bili pokriti vsaj dve platformi, izdelati in napisati dve
aplikaciji, in sicer vsako posebej v svojem programskem jeziku za specifično
platformo. Zaradi hitreǰse izdelave aplikacije ter lažjega programiranja sta
se ravno zaradi več platform na trgu pojavila hibridni ter navzkrižni razvoj
mobilnih aplikacij. Ti dve vrsti razvoja programerju omogočata pisanje samo
ene kode, ki deluje na več platformah.
Izvorne aplikacije še vedno veljajo za bolǰse v primerjavi s hibridnimi ter
navzkrižnimi, vendar ima razvoj svoje hibe. Podjetjem ter programerjem
bomo olaǰsali izbiro ter predstavili prednosti ter slabosti različnih mobilnih
aplikacij. Osredotočili se bomo predvsem na čas izdelave, kakovost izdelave,
čas zagona, uporabo in delovanje aplikacije, saj so to ključni mejniki za izbiro
razvojne poti.
1.2 Struktura diplomskega dela
V 2. poglavju bomo predstavili pametne mobilne naprave in podali nekaj
informacij o zgodovini ter razvoju.V 3. poglavju bomo predstavili operacijske
sisteme ter njihovo arhitekturo.V 4. poglavju bomo predstavili različne tipe
mobilnih aplikacij, v drugem delu pa različne pristope k razvoju, kjer bomo
opisali najbolj uporabljena orodja ter programske jezike.V 5. poglavju bomo
predstavili izdelavo Android mobilne aplikacije v izvornem ter navzkrižnem
načinu, v drugem delu pa ugotovitve primerjav izdelave in hitrosti zagona.V
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2.1 Pametna mobilna naprava
Mobilna naprava ali mobilni telefon je elektronska telekomunikacijska na-
prava z osnovnimi zmožnostmi komunikacije, podobno kot stacionarni tele-
fon, a z veliko razliko: je prenosljiva. Poleg zvočnega pogovora, ki je osnovna
funkcija standardnih stacionarnih telefonov, ima možnosti pošiljanja sporočil.
Pametna mobilna naprava omogoča veliko več kot standardna mobilna na-
prava (mobilni telefon), saj je praktično žepni računalnik z dodanimi funk-
cijami mobilnega telefona. Pametne mobilne naprave poganjajo operacijske
sisteme, narejene posebej za to vrsto naprav, in so prilagojene v prid aplika-
cijskim razvijalcem [3, 37].
2.2 Zgodovina
2.2.1 Mobilna naprava
Zgodovina telefona je precej dolga, saj se je že leta 1844 Innocenzo Manzetti
prvi začel ukvarjati z idejo govorečega telegrafa. Kljub zgodnjim začetkom je
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šele leta 1875 Alexandru Grahamu Bellu kot prvemu uspel prenos glasu [39].
Mobilne naprave (mobilni telefoni) so se pojavile leta 1973, ko sta John F.
Mitchell ter Martin Cooper prvič predstavila mobilni telefon, ki je tehtal 2
kg. Leta 1983 je bil prvič komercialno na voljo prvi mobilni telefon Motorola
DynaTAC 8000X, ki ga lahko vidimo na sliki 2.1.
Slika 2.1: Prvi mobilni telefon
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2.2.2 Pametna mobilna naprava
Prva pametna mobilna naprava (pametni telefon) se je na trgu pojavila leta
1993, ko je podjetje International Business Machines (IBM) predstavilo na-
pravo Simon [20], prikazano na sliki 2.2.
Slika 2.2: Prvi pametni mobilni telefon IBM Simon
Simon je poleg standardnih funkcij klicanja ter pošiljanja sporočil že vse-
boval napredneǰse funkcionalnosti, saj je bil zmožen prejemati ter pošiljati
telefaks in elektronsko pošto. Vseboval je aplikacije, kot so koledar, kalkula-
tor, beležka, igre, aplikacija za elektronsko pošto, aplikacijo za ročne zapiske
ter nekatere druge.
Leta 2000 je podjetje Ericsson [16] predstavilo svoj prvi pametni mobilni
telefon R380, ki je poganjal operacijski sistem Symbian OS [1]. Strojna
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oprema pametnih mobilnih telefonov je napredovala in do leta 2007, ko je
Nokia predstavila Nokio N95, predstavljala celo zbirko novosti, kot so GPS,
kamero s 5 megapiksli, LED-bliskavico in 3G brezžično povezavo. Te novosti
so hitro postale stalnica pri lastnostih pametnih telefonov.
2.2.2.1 Android in iPhone
Leta 2007 je podjetje Apple predstavilo svoj prvi pametni mobilni telefon
iPhone, prikazan na sliki 2.3. To je bil eden prvih telefonov, ki je bil večinoma
upravljan preko zaslona na dotik.
Slika 2.3: Prvi iPhone
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Leta 2008 je podjetje HTC prvič predstavilo pametni mobilni telefon HTC
Dream [17], prikazan na sliki 2.4. HTC Dream je bil prvi, ki je uporabljal
operacijski sistem Android, osnovan na Linuxu. Podjetje Google je leta 2005
kupilo podjetje Android Inc., ki je izdelalo sistem Android [6]. Podjetje
Google se je odločilo za nakup Androida, da bi se odprtokodno soočili s
konkurenco operacijskih sistemov pametnih telefonov. Največji tekmeci so
takrat bili Symbian OS, BlackBerryOS ter iOS.




Mobilni operacijski sistem je programska platforma, na kateri se izvajajo
aplikacije. Vse je prilagojeno za izvajanje na pametnih mobilnih napra-
vah. Mobilni operacijski sistem združuje tradicionalni operacijski sistem za
računalnike z dodatnimi funkcijami za ročno in mobilno uporabo [30, 54].
Poznamo kar nekaj mobilnih operacijskih sistemov: Android, iOS, Windows
Phone, BlackBerry in nenazadnje Symbian. V zadnjih letih je prodaja pame-
tnih mobilnih telefonov ekstremno poskočila, v prvi četrtini leta 2018 je bilo
prodanih kar 383 milijonov pametnih telefonov. Ne glede na veliko število
operacijskih sistemov občutno prevladuje Android, saj je od prej omenjenih
383 milijonov prodanih pametnih mobilnih telefonov v prvi četrtini 2018 kar
86,2% le-teh uporabljalo Android. Android je tako po statistiki bolj popu-
laren kot operacijski sistem Windows za računalnike. Na sliki 3.1 vidimo




Slika 3.1: Tržni delež mobilnih operacijski sistemov v svetovnem merilu [50]
3.1 Mobilni operacijski sistem iOS
Mobilni operacijski sistem iOS, predhodno imenovan iPhone OS, je mobilni
operacijski sistem, ki ga je razvilo podjetje Apple posebej za svojo strojno
opremo. Sistem iOS je bil leta 2007 predstavljen za prvi iPhone, nato pa
razširjen, da je podpiral še druge Applove mobilne naprave. Ta operacijski
sistem je zaprto kodni sistem, osnovan na odprtokodnem Darwin core OS.
Sistem iOS je namenjen mobilnim napravam in je bil prvi, ki je promoviral
nov način interakcije uporabnika zaradi omejenih vhodnih naprav. Z upo-
rabo neposrednega upravljanja z gestami dotika, kot so poteg, dotik, dotik z
zadržanjem, kontroliramo elemente na zaslonu in tako izvajamo interaktivne
operacije [54, 22].
3.1.1 Arhitektura iOS
Arhitektura iOS je osnovana na plasteh in je vmesni sloj med aplikacijami
ter strojno opremo. Zgrajena je iz jedrne plasti, plasti jedrnih storitev, me-
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dijske plasti ter plasti Cocoa-Touch plasti. V nadaljevanju bomo podrobneje
predstavili vsako plast. Nižje plasti v arhitekturi zagotavljajo osnovne stori-
tve, medtem ko vǐsje plasti zagotavljajo uporabnǐski vmesnik ter zahtevneǰso
grafiko [12, 24, 34]. Na sliki 3.2 lahko vidimo plasti:
Slika 3.2: Arhitektura iOS
Jedrna plast (angl. Core OS)
To je najnižja plast v operacijskem sistemu in je zadolžena za temelje,
nad katerimi so druge plasti. Ta plast je zadolžena za upravljanje s
spominom, naloge datotečnega sistema, ravnanje z omrežjem in vse
ostale naloge operacijskega sistema. Ta plast neposredno komunicira s
strojno opremo.
Komponente jedrne plasti:
• Jedro OS X , zadolžen za vse vidike operacijskega sistema.
• Match 3.0, zadolžen za izvajanje aplikacij v ločenih procesih.
• BSD (Berkeley Standard Distribucija), zadolžena za go-
nilnike.
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• Vtičnice, del ogrodja CFNetwork in zadolžene za protokole
HTTP in FTP.
• Varnost, zadolžena za kriptografijo ter za splošno varnost.
• Upravljanje napajanja.
• Keychain, zadolžen za upravljanje in varovanje podatkov.
• Certifikati, zadolženi za upravljanje in varovanje podatkov.
• Datotečni sistem, ki daje razvijalcem dostop do množice
orodij.
Plast jedrne storitve (angl. Core service layer)
Plast, ki ponuja abstrakcijo ter osnovni dostop do storitev iz jedrne
plasti.
Medijska plast (angl. Media layer)
Plast zagotavlja multimedijske storitve.
Plast Cocoa-Touch
Plast Cocoa-Touch izpostavlja najrazličneǰse knjižnice za programira-
nje naprav z operacijskim sistemom iOS.
3.2 Mobilni operacijski sistem Android
Android je mobilni operacijski sistem, ki je osnovan na modificirani verziji
Linux jedra.
Zasnovan je za pametne mobilne naprave z zaslonom na dotik, kot so pametni
mobilni telefoni ter tablični računalniki. Podjetje Google je leta 2005 kupilo
Android ter ga leta 2007 prvič predstavilo javnosti. Prva Android naprava
se je na trgu pojavila leta 2008.
3.2.1 Arhitektura Android OS
Arhitektura operacijskega sistema Android je zgrajena iz različnih plasti.
Vsaka plast in element te plasti sta tesno integrirana ter zagotavljata plasti
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in elementu specifične storitve eni plasti vǐsje. Poleg storitev pa vsaka plast
zagotavlja optimalno izdelovanje aplikacij, kar je posebej pomembno za tako
prilagodljiv in k ustvarjalcem aplikacij usmerjen operacijski sistem.
Slika 3.3: Arhitektura operacijskega sistema Android [9]
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Operacijski sistem Android je sestavljen iz sledečih komponent/plasti [8, 9]:
Jedro Linux (angl. Linux kernel)
Jedro Linux je temelj Android arhitekture. Jedro je odgovorno za gonil-
nike naprav, upravljanje moči/porabe, upravljanje pomnilnika, upra-
vljanje naprav ter dostop do virov. Kot primer Android Runtime
(ART) se zanaša na jedro za osnovne funkcionalnosti, npr. upravljanje
s pomnilnikom.
Strojni abstrakcijski sloj (angl. Hardware abstraction layer, HAL)
Izpostavlja standardne vmesnike, ki omogočajo upravljanje s strojno
opremo naprave. HAL je sestavljen iz različnih knjižnic, ki omogočajo
delovanje s specifično strojno opremo.
Android Runtime (ART)
Verzije Android 5.0 ter vǐsje so zasnovane tako, da ima vsaka aplikacija
svojo nit v svojem procesorju. Android Runtime (ART) deluje tako,
da izvaja več virtualnih strojev z izvajanjem datotek DEX. DEX so bi-
tno kodirane datoteke, zasnovane in optimizirane za minimalno porabo
spomina. Verzije pred 5.0 so delovale po principu virtualnega stroja
Dalvik (angl. Dalvik Virtual Machine, DVM). DVM je zadolžena za
izvajanje aplikacij in je podobna javanskemu virtualnemu stroju (angl.
Java Virtual Machine, JVM), vendar je prilagojena ter optimizirana
za mobilne naprave, da doprinese hitro izvedbo ter porablja manj spo-
mina.
Matične knjižnice (angl. Home libraries)
Matične knjižnice so na enaki plasti kot Android Runtime (ART).
Večina Androidovih jedrnih komponent, kot sta tudi ART in HAL, je
zgrajenih iz izvirnega jezika, zato potrebujejo tudi matične knjižnice,
ki so v večini napisane v programskih jezikih C ter C++. Matične
knjižnice so WebKit, OpenGL, FreeType, SQLite in druge. Te knjižnice
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imajo različne zadolžitve, npr. za brskalnik, za podporo pisavam, za
predvajanje video ter avdio formatov.
Ogrodje Android (angl. Android Framework)
Ogrodje Android vsebuje Android aplikacijski programski vmesnik (angl.
Application Programming Interface, API). Vse funkcije operacijskega
sistema Android so na voljo preko API-jev, ki so napisani v program-
skem jeziku Java. API-ji skupaj tvorijo osnovne gradnike za progra-
miranje aplikacij za Android. Poenostavljajo ponovno uporabo jedr-
nih sistemskih komponent in storitev. Primeri le-teh so komponente
uporabnǐskega vmesnika (gumbi, liste, tekstovna polja itd.), upravitelj
virov, upravitelj obvestil, upravitelj aktivnosti itd.
Aplikacije (angl. Applications)
Android že vsebuje določene sistemske aplikacije, kot so aplikacije za
e-pošto, za koledar, internetni brskalnik, nastavitve itd. Uporabnik
lahko za skoraj katerokoli od teh stvari uporablja neko tretjo aplikacijo,
ki je lahko standardna aplikacija za dano uporabnost. To pravilo ne
velja na primer za nastavitveno aplikacijo. Dobra stran je, da lahko
izdelovalci aplikacij enostavno pokličejo funkcionalnosti aplikacije, ki je
nastavljena kot privzeta, in jim tako ni treba izdelovati funkcionalnosti.
Če hočemo na primer preko naše aplikacije poslati e-pošto, enostavno
kličemo privzeto aplikacijo za ta namen in ta aplikacija naredi zadano
delo.
3.3 Mobilni operacijski sistem Windows
Mobilni operacijski sistem Windows Mobile je operacijski sistem, ki je bil
osnovan za pametne telefone. Izdan je bil leta 2000 pod imenom Pocked PC
2000. Osnovan je bil na osnovi Windows CE-jedra. Leta 2003 je bil sistem
preimenovan v Windows Mobile. Izdan je bil v več verzijah, glavni cilj pa
je bila uporaba v podjetjih ter organizacijah. Skozi leta je bil operacijski
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sistem vedno na dnu lestvice priljubljenosti med mobilnimi operacijskimi
sistemi. Podjetje Microsoft, ki je izdelalo Windows Mobile, se je leta 2010
zaradi prevelike moči konkurence odločilo napovedati nov operacijski sistem
Windows Phone, ki naj bi nadomestil Windows Mobile.
Rezultat tega je, da je Windows Mobile zastarel. Operacijski sistem Win-
dows Phone je primarno namenjen uporabnikom, ne podjetjem. Leta 2014 je
bila izdana zadnja različica Windows Phone 8.1, ki jo je nadomestila verzija
Windows 10 Mobile leta 2015. Windows 10 Mobile poudarja povezovanje
ter poenotenje z osebnimi računalniki ter predstavi enoten aplikacijski ekosi-
stem. Kljub narejenim spremembam na trgu niso preveč uspevali, razvijalci
aplikacij niso pokazali velikega zanimanja. To je pripeljalo do tega, da je bila
10. 12. 2019 ukinjena vsa podpora za Windows 10 Mobile [43, 42].
Poglavje 4
Izvorni, hibridni ter navzkrižni
razvoj mobilnih aplikacij
4.1 Osnovno
V današnjih časih smo, posamezniki in podjetja precej bolj odvisni od mobil-
nih aplikacij kot nekoč. Podjetja, ki se ukvarjajo z izdelavo mobilnih aplikacij,
imajo tri možnosti razvoja, te pa imajo slabe ter dobre plati. Poznamo tri
tipe aplikacij in s tem povezane razvoje:
1. Izvorna (angl. Native) aplikacija ter izvorni razvoj.
2. Hibridne, imenovane tudi spletne (angl. Hybrid/Web) aplikacije ter
hibridni razvoj.
3. Vmesne ali navzkrižne (angl. Cross-platform) aplikacije ter navzkrižni
razvoj.
Nekateri ločujejo tipe aplikacij drugače, saj pravijo, da imamo spletne (angl.
Web), izvorne (angl. Native) ter hibridne (angl. Hybrid). Ker si hibridne
ter navzkrižne aplikacije niso enake, niti si niso podobne, razen v deljenju
kode, tukaj predstavljamo tri kategorije na način, ki ga navajamo zgoraj
[32]. Pri primerjavi razvoja moramo vedeti, kaj je značilno za posamično




Izvorne aplikacije so danes najbolj razširjen tip mobilnih aplikacij. Izvorne
mobilne aplikacije so narejene v izvornem jeziku ter so namenjene točno
določenemu operacijskemu sistemu. Na primer jezika Objective-C ter Swift
sta uporabljena za izdelavo izvornih aplikacij za iOS, jezika Java ter Kotlin
pa sta uporabljena za izdelavo izvornih Android aplikacij. Izvorne aplikacije
so po večini narejene v integriranem razvojnem okolju (angl. Integrated
development environment, IDE), na primer Xcode za iOS ter Android Studio
za Android [33, 2, 4, 32].
Prednosti
• Zagotavljajo najbolǰso učinkovitost izmed vseh pristopov.
• Ker so izvorne operacijskemu sistemu, zagotavljajo večjo hitrost.
• Omogočajo dostop do vseh lastnosti operacijskega sistema.
• Zagotavljajo standardni izgled in občutek.
• Izvajajo se bolj tekoče, gledano na uporabnǐski vnos ter izhod.
• Programerjem omogočajo uporabo celotne množice storitev, ki jih
ponuja operacijski sistem.
• Za delovanje ni potrebna internetna povezava.
Slabosti
• Izvajajo se lahko samo na izvornem operacijskem sistemu.
• Časovno draga izdelava izdelava za različne platforme.
• Finančno drago vzdrževanje za različne platforme.
4.1.2 Hibridne aplikacije
Veliko je različnih razumevanj hibridnih aplikacij, saj so se z leti razvile
nove veje z enakim ciljem, kar je deljenje kode ali delovanje aplikacije na več
Diplomska naloga 21
platformah. Glede na ta koncept, hibridne aplikacije delimo na dve kategoriji,
spletne in hibridne aplikacije, ki ju bomo v nadaljevanju podrobneje opisali.
Spletne aplikacije
Spletne aplikacije delujejo v internetnem brskalniku. Narejene so v
spletnih tehnologijah na enak način kot spletne strani, saj so v osnovi




• Ena aplikacija za vse platforme (ne samo za določene, ampak
za vse, saj je to spletna stran).
• Uporaba katerekoli splošno znane spletne tehnologije.
• Cenovno izrazito ugodneǰse kot izvorne ter hibridne aplikacije.
Slabosti
• Potrebna uporaba internetnega brskalnika, kar doprinese k
zelo slabi uporabnǐski izkušnji.
• Potrebna povezava z internetom.
• Počasneǰse kot izvorne aplikacije, saj niso optimizirane za
določen operacijski sistem.
• Aplikacija ni dostopna v trgovini aplikacij.
• Večina spletnih aplikacij ne more dostopati do pripomočkov
naprave, kot so kamera, GPS.
V zadnjem času se govori o progresivnih spletnih aplikacijah (angl.
Progressive Web Applications, PWA), ki so še vedno spletne aplika-
cije in so popolnoma odvisne od internetnega brskalnika. Zaradi na-
predovanja brskalnikov so odstranile veliko slabosti navadnih spletnih
aplikacij. Funkcionalnosti, ki so podobne izvornim, kot so delovanje
brez internetne povezave, potisnjena sporočila ali pa dodajanje ikone
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na začetni zaslon, so popolnoma odvisne od podpore brskalnikov. Pro-
gresivne spletne aplikacije se od navadnih spletnih aplikacij razlikujejo
po sledečih lastnostih:
• Za delovanje ne potrebujejo internetne povezave.
• Imajo dostop do pripomočkov naprave kot so kamera, GPS . . .
• Ponujajo možnost dodajanja ikone na začetni zaslon.
• Še vedno je za delovanje potreben internetni brskalnik, kot je
Chrome, ampak je za uporabnika to lahko čisto neopazno.
Hibridne aplikacije
Hibridne aplikacije kombinirajo spletne elemente z mobilnimi. Jedro
hibridnih aplikacij je narejeno v standardnih spletnih tehnologijah, kot
so HTML, CSS ter JavaScript. Celotno jedro je zapakirano v izvorni
WebView, katerega vsebina je prevedena na spletnem brskalniku tako
kot spletne strani [32, 33, 2]. Tak pristop omogoča izvedbo na več
platformah.
Prednosti
• Nizki stroški razvoja.
• Hitreǰsi razvoj v primerjavi z razvijanjem izvornih aplikacij za
več platform.
• Podpora več operacijskih sistemov.
• Lažje spreminjanje ter vzdrževanje.
• Ceneǰse vzdrževanje.
• Ni potrebe po uporabi brskalnika.
• Možnost uporabe pripomočkov mobilne naprave, kot sta ka-
mera, GPS z uporabo API-ja.
Slabosti
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• Počasneǰse delovanje kot izvorne aplikacije.
• Omejen dostop do lastnosti in funkcij operacijskega sistema.
• Omejena možnost interakcije z drugimi izvornimi aplikaci-
jami.
• Slabša uporabnǐska izkušnja.
• Omejene zmožnosti zaradi odvisnosti od vtičnikov za dostop
do vgrajenih funkcionalnosti.
4.1.3 Navzkrižne aplikacije
Če bi kot skupno točko vzeli to, da je aplikacija narejena za več operacij-
skih sistemov, bi lahko navzkrižne ter hibridne aplikacije dali v isto vrečo,
saj je to skupna lastnost obeh tipov aplikacij, pri tem pa se podobnost kaj
kmalu tudi konča. Največja prednost navzkrižne pred hibridno aplikacijo
je, da uporablja izvorni prevajalni mehanizem [52]. Navzkrižne aplikacije so
prevedene v dejanske izvorne aplikacije, čeprav so lahko narejene v različnih
programskih jezikih. Razvijalci navzkrižnih aplikacij imajo veliko prednost,
saj lahko aplikacijo razvijejo samo enkrat ter jo poganjajo na več platformah.
Prednosti
• Nizki stroški razvoja.
• Hitreǰsi razvoj v primerjavi z razvijanjem izvornih aplikacij za več
platform.
• Podpora več operacijskih sistemov.




• Omejene možnosti zaradi odvisnosti od vtičnikov za dostop do
vgrajenih funkcionalnosti.
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4.2 Razvoj mobilnih aplikacij
Izdelava mobilnih aplikacij je poseben primer izdelovanja programske opreme,
saj morajo ustvarjalci gledati na različne vidike. Eden najpomembneǰsih vi-
dikov je čas izdelave, ki mora biti kratek, učinkovit ter cenovno ugoden,
vse to zaradi velike konkurence na trgu. Izdelovalci morajo biti pozorni na
zmožnosti naprav, mobilnost, različne velikosti zaslonov, dizajn ter navigacijo
uporabnǐskega vmesnika, varnost ter zasebnost uporabnikov [52]. Poznamo
različne metodologije izdelave mobilnih aplikacij. Te metodologije predsta-
vljajo množico pravil [51].









Pri izdelavi mobilnih aplikacij morajo izdelovalci misliti na pokritost trga.
Trenutno Android ter iOS posredujeta večinski delež trga [48], Android
76.08% delež, iOS pa 22.01% delež, torej je delež ostalih operacijskih siste-
mov zanemarljiv. Vendar že to, da obstajata dve platformi, ki ju je potrebno
pokriti pri izdelavi mobilne aplikacije, lahko težavo zelo poveča.
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4.3 Izvorni razvoj
Izvorni razvoj mobilnih aplikacij temelji na razvoju v določenih jezikih, ki so
domači na platformah, na katerih se potem te aplikacije izvajajo. Izvorno
razvite aplikacije lahko delujejo samo na platformah, za katere so bile razvite.
4.3.1 Android
Operacijski sistem Android je najbolj razširjen operacijski sitem za mobilne
naprave danes. Izvorne mobilne aplikacije za Android, ki povečajo uporab-
nost mobilnih naprav, so izdelane s pomočjo Android software development
kit (SDK) [6]. Android software development kit (SDK) je množica orodij,
s katerimi se izdelujejo Android aplikacije. Te aplikacije so lahko napisane
v jezikih Kotlin, Java ali pa C++. Orodja Android software development
kit (SDK) kodo ter vse podatke in vire prevedejo v arhivirano datoteko s
končnico apk. Datoteka APK vsebuje vse potrebne podatke in je datoteka,
ki jo naprave z operacijskim sistemom Android uporabijo za namestitev apli-
kacije [7].
4.3.1.1 Komponente Android aplikacije
Komponente Android aplikacije so nujne za izgradnjo Android aplikacije.
Vsaka komponenta ima svoje nalogo ter povezavo z uporabnikom, sistemom
ali drugimi komponentami.
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Slika 4.1: Arhitektura Android aplikacije [11]
Aktivnost
Aktivnost (angl. Activity) je vstopna točka za interakcijo z uporab-
nikom in predstavlja en zaslon. Aktivnosti med seboj sodelujejo, da
ustvarijo enotno uporabnǐsko izkušnjo, ampak med seboj niso odvi-
sne. To omogoča, da druga aplikacija zažene katerokoli aktivnost, če ji
to matična aplikacija dovoli. Aktivnosti omogočajo ključne interakcije
med sistemom ter aplikacijo [21]:
• Sledenje uporabniku (temu, kar je na zaslonu) z razlogom, da
sistem nadaljuje izvajanje procesa z dano aktivnostjo.
• Vedo, da predhodno uporabljeni procesi posredujejo podatke, na
katere se lahko uporabnik vrne, tako dajejo prednost ohranjanju
teh procesov pri življenju.
• Aplikaciji pomagajo obnoviti preǰsnje stanje ubitih procesov, če
se uporabnik želi vrniti nanje.
• Aplikacijam podajajo pot za implementacijo uporabnǐskega toka
med njimi ter sistemu nadzor nad temi tokovi.
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Storitev
Ne posreduje nikakršnega uporabnǐskega vmesnika. Storitev (angl. Ser-
vice) je splošno namenska vstopna točka za ohranjanje delovanja apli-
kacije v ozadju iz množice razlogov. Storitev je komponenta, ki se
izvaja v ozadju za izvajanje dolgih operacij ali pa dela za oddaljene
procese. Storitev na primer v ozadju pošlje poizvedbo preko omrežja
ali pa predvaja glasbo, medtem ko je uporabnik v drugi aplikaciji [36].
Obstajata dve različni vrsti storitve:
• Začetne storitve so storitve, ki sistemu povedo, naj jih ohranja,
dokler ne končajo svojega dela. Delijo se še na dva tipa glede na
to, kako naj jih sistem obravnava:
– Začetne storitve, pri katerih je nujno potrebno, da ostanejo
pri življenju; primer je igranje glasbe v ozadju.
– Začetne storitve, pri katerih ima sistem več svobode, tako da
lahko storitev zaključi, še preden se je končala, ter jo nato
na novo zažene, vse to pa zato, ker takšne vrste storitev ne
motijo uporabnika.
• Povezane storitve so storitve, ki jih uporabijo nekatere druge
aplikacije. Te storitve dejansko predstavljajo API drugim proce-
som. Sistem se zaveda povezave med procesoma, tako da ju lahko
ohranja pri življenju. Zaradi fleksibilnosti so te storitve zelo upo-
rabne sploh pri zahtevneǰsih sistemskih konceptih.
Oddajni sprejemnik
Oddajni sprejemnik (angl. Broadcast reciever) je komponenta, ki sis-
temu omogoča, da dostavi dogodke aplikaciji izven uporabnǐskega toka.
Aplikacija se tako lahko odzove na sistemska obvestila. Aplikacije
lahko tudi sprožijo obvestila in tako dajo drugim aplikacijam ter sis-
temu vedeti določene stvari. Primer: aplikacija načrtuje alarm za neko
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sporočilo uporabniku, ko je ta alarm podan oddajnemu sprejemniku
aplikacije, aplikaciji ni treba več delovati, dokler se alarm ne sproži.
Ponudnik vsebin
Ponudnik vsebin (angl. Content provider) upravlja z deljeno vsebino
aplikacije, ki je lahko shranjena kjer ima aplikacija dostop: v bazi, v
notranjem pomnilniku, na spletu. Glede na dovoljenje ponudnika vse-
bin lahko preko njega druge aplikacije dostopajo do podatkov. Sistem
Android ima svoje ponudnike vsebin, ki na primer upravljajo s podatki
o uporabniku ter te podatke zagotavljajo drugim aplikacijam, ki imajo
dovoljenje.
Izvorne mobilne aplikacije za platformo Android se večinoma izdelujejo v
Android Studiu. To ni nujno, vendar bomo glede na razširjenost, tega po-
drobneje opisali.
4.3.1.2 Android Studio
Android Studio je uradno integrirano razvojno okolje (IDE) za razvijanje
Android aplikacij [10].
Osnovano je na okolju Intellij IDEA in poleg močnega urejevalnika kode
ter razvijalskih orodij ponuja vrsto uporabnih lastnosti za razvijanje Android
aplikacij:
• Fleksibilen Gradle sistem gradnje.
• Hiter in funkcijsko bogat emulator Android mobilnih naprav.
• Možnost razvijanja za vse Android naprave.
• Možnost spreminjanja kode v realnem času brez ponovnega prevajanja.
• Napredna testirna orodja.
• Orodja za zaznavanje različnih težav, kot sta izvedba in kompatibilnost
med verzijami.
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Na sliki 4.2 lahko vidimo glavno okno uporabnǐskega vmesnika Android Stu-
dia.
Slika 4.2: Glavno okno uporabnǐskega vmesnika Android Studia
1. Orodna vrstica, ki omogoča veliko akcij.
2. Navigacijska vrstica, ki pomaga pri navigaciji ter podaja bolj kom-
pakten pogled na strukturo projekta.
3. Urejevalno okno, kjer urejamo kodo. Urejevalno okno se spreminja
glede na vrsto urejane datoteke.
4. Orodna vrstica orodja podaja možnost odpiranja ali zapiranja določenih
orodnih oken.
5. Orodna okna ponujajo dostop do specifičnih akcij. Ta okna lahko
povečujemo in manǰsamo.
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6. Vrstica stanja prikazuje stanje projekta ter IDE ter različna opozorila
in sporočila.
Struktura projekta v Android Studiu
Vsak projekt v Android studiu vsebuje enega ali več modulov, pri tem ima
vsak modul izvorno kodo ter vire. Možni moduli:
• Android aplikacijski moduli,
• Knjižnǐski moduli in
• Google App Engine moduli.
Android Studio kot privzeto prikazuje projekt kot Android project view, kot
lahko vidimo na sliki 4.3.
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Slika 4.3: Struktura Android Studio projekta v Android Project View
Vsak modul je sestavljen iz sledečih map:
• manifests: vsebuje AndroidManifest.xml datoteko.
• java: vsebuje Java izvorno kodo ter JUnit testiranje.
• res: vsebuje vse vire, ki ne vsebujejo kode. To so XML postavitve,
nizi, slike . . .
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4.3.1.3 Java
Java je splošen računalnǐski jezik. Jezik je razvil James Gosling s sodelavci iz
Sun Microsystems leta 1991 [23]. Sprva se je jezik imenoval Oak, nato Green,
šele nato so ga preimenovali v Java, po indonezijski kavi, kar je vidno tudi v
logotipu. James Gosling je jezik zasnoval tako, da ima podobno sintakso kot
programski jezik C/C++, ki je bil sistemskim ter aplikacijskim razvijalcem
že znan. Java je sočasen (angl. concurrent), razredno ter objektno usmerjen
jezik. Zasnovan je tako, da je čim manj odvisen od izvajanja. Namenjen
je temu, da razvijalcem poda možnost napǐsi enkrat, izvajaj kjerkoli (angl.
write once run anywhere, WORA), kar pomeni, da se prevedena koda lahko
izvaja na vseh platformah brez ponovnega prevajanja. WORA je dosežen s
tem, da se koda Java prevede v vmesni jezik, imenovan bitna koda. Ta jezik
je neodvisen od platforme. Na različnih platformah se uporabi javanska vir-
tualna naprava (angl. Java Virtual Machine, JVM), ki izvede prej prevedeno
bitno kodo.
4.3.1.4 Kotlin
Programski jezik Kotlin je več platformski, statično pisan jezik za splošne
namene. Kotlin je razvilo podjetje Jet Brains, znano po razvoju integriranih
razvojnih okolij (IDEs), kot so Intellij IDEA, PhpStorm in mnogo drugih.
Leta 2011 je podjetje predstavilo jezik kot novost za Java Virtual Machine
(JVM) [29, 28]. Podjetje Google je financiralo razvoj in jezik je bil leta 2017
predstavljen kot eden od uradnih programskih jezikov za razvijanje Android
aplikacij. Ena dobra stran programskega jezika Kotlin je v tem, da sam jezik
ni odvisen od Android operacijskega sistema, tako kot je naprimer programski
jezik Java. Kotlin je lahko nadgrajen neodvisno od operacijskega sistema.
4.3.2 iOS
iOS je drugi najbolj popularen operacijski sistem za mobilne naprave. Sprva
ni bilo mǐsljeno, da bi lahko tretje osebe izdelovale izvorne aplikacije za iOS,
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ampak da bi izdelovali samo spletne aplikacije, ki bi jih nato brskalnik Safari
poganjal. To se je spremenilo in tako kot pri izdelavi aplikacij za Android
tudi za iOS uporabimo Software Development Kit (SDK), ki je seveda posebej
razvit za iOS [22]. Vse iOS aplikacije so primer UIApplication.
4.3.2.1 Xcode
Xcode je uradno integrirano razvojno okolje (IDE) podjetja Apple za razvi-
janje aplikacij za vse Applove operacijske sisteme, med katere sodi tudi iOS.
Xcode je edino uradno podprto orodje za izdelavo ter objavo aplikacij na
Apple App Store. Xcode podpira izvorno kodo več programskih jezikov, kot
so C, C++, Objective-C, Java, AppleScript, Ruby in Swif [41]. Xcode je
tesno povezan s Cocoa in Cocoa Touch ogrodji in ponuja zelo produktivno
okolje za izdelovanje aplikacij za vse vrste Applovih produktov [47]. Na sliki
4.4 lahko vidimo uporabnǐski vmesnik.
Slika 4.4: Xcode IDE
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• Navigacijska plošča: prikazuje strukturo projekta ter vse potrebne
mape in datoteke.
• Urejevalnik: na sredini omogoča urejanje kode.
• Plošča pripomočkov: prikazuje podrobneǰse informacije izbranega
elementa.
• Plošča za razhroščevanje: ponuja izdelovalcu možnost postopnega
razhroščevanja, iskanja ter odpravljanja napak.
Projekt v Xcode izgleda podobno kot na sliki 4.5, kjer lahko vidimo tri glavne
mape [5]:
• Ime projekta, v tem primeru Empty Window, je mapa, v kateri
imamo večino datotek projekta, v tej mapi lahko ustvarimo nove mape,
razdelimo datoteke med njimi in urejamo kakorkoli.
• Frameworks mapa, v kateri imamo ogrodja, od katerih je projekt
odvisen.
• Products mapa, vsebuje avtomatično generirane reference.
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Slika 4.5: Xcode struktura projekta
4.3.2.2 Objective-C
Objective-C je splošno namenski objektno orientiran programski jezik, ki od
programskega jezika C podeduje sintakso, primitivne tipe ter doda sporočila
v stilu programskega jezika Smalltalk. Jezik je bil razvit že okrog leta 1980 in
kaj kmalu bil izbran kot glavni jezik NeXTSTEP operacijskega sistema, iz ka-
terega izvirata iOS in macOS operacijska sistema podjetja Apple. Objective-
C je bil glavni programski jezik za Applove naprave z operacijskim sistemom
iOS, vse do predstavitve programskega jezika Swift leta 2014. Implementacija
izvorne kode programa imajo končnico .m, datoteke z glavami ali vmesniki
pa imajo končnico .h tako kot v programskem jeziku C.
4.3.2.3 Swift
Swift je splošno namenski, več paradigmski, sestavljen programski jezik, ki
ga je ustvarilo podjetje Apple. Jezik je bil zasnovan tako, da deluje s Cocoa
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in Cocoa Touch ogrodji ter z veliko količino že obstoječe Objective-C kode
za Applove produkte [38, 40]. Swift je visoko razširjena različica Objective-
C, poleg tega pa vključuje perspektive drugih programskih jezikov, kot so
Python, Rust, Ruby ter drugih [25]. Veliko lastnosti naredi ta jezik kar se
da enostaven za uporabo. Jezik je zasnovan tako, da se izogne veliki množici
programskih napak tako, da prevzema moderne programske vzorce:
• Spremenljivke so inicializirane pred njihovo uporabo.
• Indeksi matrik ter seznamov se preverjajo ali so zunaj določenih meja.
• Cela števila se preverjajo, če prihaja do preliva.
• Upravljanje s spominom je avtomatsko.
Swift koda je prevedena ter optimizirana tako, da se iz moderne strojne
opreme pridobi kar največ. Kombinacija tipov vmesnikov ter povezovanja
vzorcev s sodobno ter enostavno sintakso podaja možnost, da se zapletene
ideje izrazijo na enostaven način. Dobra sintaksa jezika omogoča enostav-
neǰse pisanje, branje sploh pa vzdrževanje ter spreminjanje kode. Zaradi
enostavnosti sintakse je novim razvijalcem veliko lažje.
4.4 Hibridni razvoj
Hibridni razvoj aplikacij je bil prvi način razvijanja aplikacij za več platform,
kar je tudi osrčje takih aplikacij. Sprva so bile hibridne aplikacije narejene
kot spletne strani, ki pa so imele veliko pomanjkljivost pri uporabi strojne
opreme naprave. Kasneje so se razvile hibridne aplikacije, ki so mešanica
spletnih in izvornih.
4.4.1 Spletne aplikacije (Web application)
Spletne mobilne aplikacije so narejene s splošno znanimi spletnimi tehnolo-
gijami. Razvoj spletnih aplikacij je kreiranje aplikacij, ki živijo na strežnikih
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in so uporabnikom dostavljene preko interneta. Razvoj spletnih aplikacij je
tipično kratek, učinkovit ter zahteva relativno majhno ekipo [35].
Razvoj takih aplikacij lahko ločimo na kategorije (slika: 4.6):
Uporabnǐska stran (Client-side)
Razvoj uporabnǐske strani tipično izrabi spletne tehnologije, kot so
HTML, CSS ter JavaScript. HTML internetnemu brskalniku na na-
pravi pove, kako mora prikazati vsebino, CSS drži vsebino v pravilnem
formatu, JavaScript pa poganja skripte na strani, kar naredi elemente
interaktivne.
Strežnǐska stran (Server-side)
Strežnǐska stran poganja uporabnǐsko in je uporabljena za generiranje
skript, ki jih spletna aplikacija uporablja.
Podatkovna baza
Podatkovna baza je uporabljena za shranjevanje vseh potrebnih podat-
kov.
Slika 4.6: Uporabnik, strežnik, baza
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4.4.1.1 HTML
Jezik je nastal leta 1990 pod rokama Tima Berners-Leeja, uradno pa je bil
predstavljen leta 1993. Skozi leta se je jezik precej razvijal in posodabljal.
Trenutno je najnoveǰsa različica HTML5 [18]. Jezik HTML ali Hyper Text
Markup Language je označevalni jezik za izdelovanje spletnih strani. Pred-
stavlja osnove spletnega dokumenta. Datoteke html so znakovne datoteke,
zato jih lahko odpremo in urejamo s katerimkoli urejevalnikom besedil. Dato-
teka html določa zgradbo, semantiko in predstavitev informacij [19]. HTML
zagotavlja izgradnjo strukturiranega dokumenta z označevanjem strukturne
semantike besedila, kot so naslovi, odstavki, liste in drugi elementi. Elementi
so razčlenjeni z oznakami, napisanimi z uporabo kotnih oklepajev. Oznake,
kot so <img /> predstavijo vsebino neposredno na stran, medtem ko druge
oznake, kot so <h3>, obkrožajo in oskrbujejo informacije o tekstu znotraj
njih, take oznake pa imajo lahko tudi gnezdene oznake [18].
4.4.1.2 CSS
Kaskadne stilske podloge ali Cascading Style Sheets (CSS) so podloge v obliki
preprostega slogovnega jezika, katerega naloga je skrb za prezentacijo sple-
tnih strani. Z začetkom HTML-ja ter velikim porastom uporabe interneta se
je pojavila potreba po stiliranju dokumentov. S tem problemom se je ukvar-
jala vrsta ljudi. Z združenimi močmi sta H̊akon Wium ter Bert Bos leta
1994 prvič predstavila označevalni jezik CSS. CSS je bil razvit z namenom
konsistentnega načina podajanja informacij o stilu spletnih strani [14, 15].
Z jezikom CSS lahko elementom dokumenta HTML definiramo stil prikaza
na strani. Elementom lahko določamo barve, velikosti, postavitev, odmike,
poravnave, obrobe in podobno. Poleg tega lahko nadzorujemo tudi uporab-
nikove aktivnosti nad elementi, kot primer bi lahko dali klik gumba. Jezik
omogoča dodajanje in spreminjanje vsem elementom določenega razreda ali
pa spreminjanje določenega elementa glede na identifikacijsko ime. Kratek
primer lahko vidimo na sliki 4.7.
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Slika 4.7: Primer CSS
4.4.1.3 JavaScript
JavaScript je objektni skriptni programski jezik, ki ga je razvilo podjetje
Netscape, da bi razvijalcem olaǰsalo izdelavo interaktivnih spletnih strani.
Jezik je bil prvič predstavljen leta 1995 in od takrat je doživel velik razcvet.
JavaScript je bil razvit neodvisno od programskega jezika Java. Poleg HTML
ter CSS je JavaScript ena od jedrnih tehnologij svetovnega spleta. JavaScript
naredi spletne strani interaktivne in je ključni element spletnih aplikacij.
Jezik podpirajo velika podjetja, vendar je še vedno odprtokoden, tako da je
na razpolago vsem. Poleg tega, da je močno prisoten v spletnih tehnologijah,
jezik ni uporabljen le za te.
4.4.2 Hibridna aplikacija
Hibridne aplikacije so kombinacija izvornih ter spletnih aplikacij. Hibridne
aplikacije so spletne aplikacije v izvorni lupini in imajo dostop do strojne
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opreme naprave. Hibridne aplikacije lahko razvijemo kot spletne strani s
HTML5 tehnologijo in imamo tako dostop do strojne opreme, do katere ima
dostop spletni brskalnik na napravi. Ta način je dejansko izdelava spletne
aplikacije, a z določenimi orodji, kot so PhoneGap, Cordova, React Native,
lahko spletno aplikacijo zapakiramo v izvorni ovoj. Ta ovoj je kot most med
aplikacijo ter izvornimi API-ji. V teoriji bi lahko hibridno aplikacijo naredili
tako, da bi že obstoječo spletno stran samo zapakirali v izvorni ovoj in bi
tako dobili aplikacijo. Ta postopek predstavlja veliko težav in ovir, ki otežijo
delo ter nas prisilijo v popravljanje ter rekonstruiranje. Zaradi tega so na
voljo različna zgoraj omenjena orodja, ki ponujajo vtičnike, ki služijo temu,
da izrabljajo strojno opremo [13].
Za primer vzemimo Apache Cordova, ki je odprtokodno razvojno okolje za
mobilne aplikacije. Arhitektura aplikacije je prikazana na sliki 4.8.
Slika 4.8: Cordova arhitektura aplikacije [13]
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WebView
S Cordovo podprt brskalnik WebView aplikaciji zagotavlja celoten upo-
rabnǐski vmesnik. V nekaterih platformah je lahko ta WebView (v
katerem se izvaja aplikacija) komponenta druge hibridne aplikacije.
Web App
Tukaj se nahaja koda aplikacije. Aplikacija je implementirana kot stan-
dardna spletna stran. Vsebuje HTML datoteko, ki omenja CSS, Ja-
vaScript ter medijske ter druge vrste datotek. Aplikacija se izvaja v
WebView, ki se izvaja v ovoju izvirne aplikacije.
Plugins
Vtičniki so ključnega pomena saj zagotavljajo vmesnik med izvornimi
ter Cordova komponentami preko katerega poteka komunikacija. Zago-
tavljajo tudi vezi s standardnimi API-ji naprave, kar omogoča klicanje
izvorne kode preko JavaScript. Core Plugins zagotavljajo dostop do
zmožnosti naprave, kot so kontakti, baterija, kamera, GPS . . .
4.5 Navzkrižni razvoj
Razvoj navzkrižnih aplikacij ima skupni cilj s hibridnimi aplikacijami, in
to je razvijanje ene aplikacije za več platform. Hibridne aplikacije imajo v
primerjavi z navzkrižnimi precej težav, saj so to na nek način spletne strani,
zgrajene s spletnimi tehnologijami in zavite v ovoj izvornega operacijskega
sistema. Nekatera najbolj znana orodja za razvoj navzkrižnih aplikacij so:
React Native, Flutter ter Xamarin katerega bomo v nadaljevanju podrobneje
predstavili.
4.5.1 Xamarin in Xamarin.Forms
Xamarin je odprtokodna razvojna platforma, ki omogoča izdelavo navzkrižnih,
a še vedno izvornih aplikacij za Android, iOS ter Windows v .NET ter je-
ziku C#. Xamarin je abstrakcijska plast, ki upravlja komunikacijo med de-
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ljeno kodo ter spodaj ležečo platformi specifično kodo. Xamarin razvijalcem
omogoča, da delijo povprečno 90 % kode ali aplikacije med različnimi plat-
formami. Tak sistem omogoča, da razvijalci lahko napǐsejo vso poslovno
logiko aplikacije v enem jeziku ali pa celo uporabijo že obstoječo kodo, pa
vseeno pridobijo izvorno izvedbo, izgled in občutek na vseh podprtih plat-
formah. Xamarin je sestavljen iz sledečih elementov, ki omogočajo razvoj
navzkrižnih aplikacij:
Jezik C#
Omogoča uporabo znane sintakse ter prefinjenih funkcij.
Mono .NET ogrodje
Omogoča po platformah navzkrižno implementacijo razširjenih funkcij
ogrodja .NET.
Prevajalnik
Glede na platformo generira izvorno aplikacijo.
Orodja integriranega razvojnega okolja
Visual Studio za Mac ter Windows omogoča izdelavo Xamarin projekta.
4.5.1.1 Mono
Xamarin je zgrajen nad Mono. Mono je odprtokodna verzija .NET ogrodja
osnovan je na standardih .NET ECMA in je navzkrižno ogrodje. Miguel
de Icaza je ustvaril Mono leta 2005 kot implementacijo ogrodja .NET za
operacijski sistem Linux [31]. Mono v španščini pomeni opica. Mono tako
omogoča izvajanje .NET aplikacij v različnih operacijskih sistemih. Mono
izvedbeno okolje avtomatsko poskrbi za naloge, kot so alokacija spomina,
zbiranje smeti in interoperabilnost z osnovnimi platformami [26]. Na sliki
4.9 lahko vidimo diagram arhitekture Mono.
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Slika 4.9: Arhitektura Mono [31]
4.5.1.2 Arhitektura Xamarin aplikacije
Slika 4.10 prikazuje splošno arhitekturo Xamarin aplikacije [26].
Slika 4.10: Arhitektura Xamarin [26]
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4.5.1.3 Xamarin.Android
Xamarin.Android aplikacije so prevedene iz C# kode v vmesni jezik (angl.
Intermediate Language), ki je nato ob zagonu aplikacije ravno pravi čas (angl.
Just-In-Time (JIT)) preveden v izvorno kodo. Aplikacija se izvaja v Mono
izvajalnem okolju vzporedno z Android Runtime (ART) virtualno napravo.
Obe okolji se izvajata nad Linux jedrom in izpostavljata različne aplikacijske
programske vmesnike (API). Xamarin ima .NET vezi za Android ter Java
imenske prostore. Mono izvajalno okolje kliče te imenske prostore skozi Ma-
naged Callable Wrappers (MCW) in tako Android Runtime (ART) virtualni
napravi zagotovi Android Callable Wrappers (ACW). To omogoča obema
okoljema medsebojno klicanje kode [44].
Slika 4.11: Arhitektura Xamarin.Android [26]
4.5.1.4 Xamarin.iOS
Xamarin.iOS aplikacije se izvajajo v Mono izvajalnem okolju in so v celoti v
naprej (angl. Ahead-of-Time (AOT)) prevedene iz C# kode v izvorno ARM
kodo. Mono izvajalno okolje se izvaja vzporedno z Objective-C Runtime
knjižnico. Obe okolji se izvajata nad UNIX-like jedrom, specifično XNU,
in izpostavljata različne aplikacijske programske vmesnike (API). Xamarin
uporablja selektorje za izpostavitev Objective-C upravljani C# kodi, za iz-
postavitev upravljane C# kode v Objective-C pa uporablja registrarje, to so
vezi (angl. Binding), ki omogočajo komunikacijo.
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Selektorji (angl. Selectors)
Selektorji izpostavijo Objective-C jeziku C#. Selektor je sporočilo, ki
je poslano objektu ali razredu.
Registrarji
Registrarji so koda, ki izpostavi upravljano C# kodo jeziku Objective-
C. To je doseženo z generiranjem liste za vse upravljane razrede, ki
izhajajo iz NSObject.
Slika 4.12: Arhitektura Xamarin.iOS [46]
4.5.1.5 Xamarin.Forms
Xamarin.Forms je odprtokodno ogrodje za uporabnǐske vmesnike [26]. Dovo-
ljuje uporabnikom izdelavo iOS, Android ter Windows aplikacij z eno samo
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kodo. Uporabnǐski vmesnik se izdela v programskem jeziku XAML, vsa
ostala koda pa je v C# [27].
Slika 4.13: Xamarin.Forms [27]
Xamarin.Forms zagotavlja konsistenten programski vmesnik (API) za izde-
lavo elementov uporabnǐskega vmesnika na vseh platformah. Izrablja upo-
dabljalce platforme (angl. Platform Renderer), da prevede elemente upo-
rabnǐskega vmesnika v izvorne komponente, odvisno od platforme. To omogoča,
da aplikacija deluje kot izvirna aplikacija na vseh platformah. Aplikacija je






Podjetje, v katerem delam, je izdelalo mobilno aplikacijo v Xamarin.Forms.
Na vprašanje, ali je bila izbrana pot razvoja ustrezna, še vedno ni bilo do-
končnega odgovora. Moja naloga je bila preveriti razlike pri različnih načinih
razvoja mobilnih aplikacij, ugotoviti, kateri pristop je hitreǰsi tako pri učenju
kot pri implementaciji in katera vrsta aplikacije je hitreǰsa. Odločil sem se
narediti preizkus, v katerem sem primerjal izvorno in navzkrižno aplikacijo.
Izdelal sem mobilno aplikacijo Android v treh načinih: v Android Studiu
kot izvorno aplikacijo, v Xamarin.Android kot izvorno mobilno aplikacijo, ki
ima lahko navzkrižno poslovno logiko, ter v Xamarin.Forms kot navzkrižno
mobilno aplikacijo. Za izdelavo samo Android aplikacije sem se odločil, ker
sem imel na voljo le Android telefon, ki mi je služil za testiranje aplikacij.
Aplikacija vsebuje zemljevid, na katerem so dogodki. Uporabil sem različne
datoteke z različnim številom dogodkov. Aplikacija je izdelana v Android
Studiu ter v Xamarin. Želel sem v vseh primerih narediti enako aplikacijo,
a sem zaradi strukture in zadanih ciljev meritev, stvari posplošil. V Xa-
marin.Forms aplikacija uporablja samo eno aktivnost, zato je tudi struktura
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narejena samo v eni aktivnosti, kateri sem programsko spreminjal podatke za
izvajanje meritev. Aplikacija uporabi tri različne stile zemljevida ter različne
datoteke z različnim številom dogodkov, ki jih mora prikazati na zemljevidu.
Meril sem, koliko časa potrebuje aplikacija od zagona do tega, da se vse
prikaže na zaslonu, torej koliko časa potrebujeta aktivnost ter mapa, da se
inicializirata.
5.1.1 MapBox
Komplet za razvoj programske opreme Mapbox (angl. Software development
kit, SDK) je skupek knjižnic, ki omogočajo implementacijo individualno pri-
lagojenih zemljevidov v različnih aplikacijah, naj bodo to namizne, spletne
ali pa mobilne [49]. Sam sem uporabil različico, namenjeno za Android. Ma-
pbox omogoča vrsto različnih možnosti, od uporabe že izdelanih stilov do
individualnega urejanja stilov, prikazovanja različnih dogodkov, poligonov,
uporabe ter prikazovanja uporabnikove lokacije ter mnogo zanimivih ter na-
prednih funkcij.
5.1.2 Mapbox stili
Mapbox ponuja vrsto različnih stilov zemljevidov ter omogoča individualno
prilagajanje. Aplikacija uporablja dva individualno prilagojena stila ter en
stil, ki ga ponuja Mapbox. Zanimalo me je, kako stil vpliva na inicializa-
cijo zemljevida. Prvi stil je že narejen stil iz Mapboxove strani, ki se ga
zemljevidu doda preko Mapboxovega API-ja. Drugi je enostaven stil, kjer je
morje rožnate, kopno pa črne barve. Želel sem nekaj enostavnega ter lokal-
nega. Tretji stil je stil, ki so ga naredili v podjetju in pri katerem je tudi
sama datoteka v primerjavi z drugim stilom zelo velika. Stil karakterizira




Prvi stil je že narejen stil s strani Mapboxa. V zemljevid se vključi preko
API-ja. Na sliki ?? vidimo kako izgleda stil, ko je vključen v aplikacijo.
5.1.2.2 Stil 2
Drugi stil je izdelan tako, da prikazuje morje rožnate barve in kopno črne
barve. Kot lahko vidimo na sliki 5.1, je stil dolg samo 28 vrstic. Stil je torej
enostaven ter kratek za primerjavo vpliva stila na inicializacijo aktivnosti.
Slika 5.1: Stil 2
Na sliki ?? vidimo kako stil izgleda, ko je vključen v aplikacijo.
50 Jean Marinšek
5.1.2.3 Stil 3
Tretji stil je stil iz podjetja. Ta stil je zelo dolg ter kompleksen in ima posebne
specifikacije za različne stvari in plasti. V primerjavi s prvim stilom, ki je
imel le 28 vrstic kode, ima ta stil 5.296 vrstic kode. Na sliki 5.2 vidimo
odrezek stila.
Slika 5.2: Stil 3
Na sliki ?? vidimo kako stil izgleda, ko je vključen v aplikacijo. Kot prej
omenjeno stil povzroča določene težave. Težave se pojavijo, če določen del
zemljevida pobližamo. Na sliki 5.3 vidimo to težavo. Težave niso prisotne, če
približamo na Slovenijo ter njene sosednje države saj je stil prilagojen posebej
za to območje.
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Slika 5.3: Težava v tretjem stilu
5.1.3 Datoteke s podatki
Na zemljevidu se prikazujejo lokacije. Lokacije so predstavljene v obliki for-
mata GeoJson. Na sliki 5.4 lahko vidimo kako izgleda primer takšne dato-
teke. Generiranih datotek je več, vsaka z ustreznim številom lokacij, katere
se prikazujejo na zemljevidu. Zaradi merjenja je potrebnih več datotek ka-
tere vsebujejo od zelo majhnega števila lokacij pa do zelo velikega števila.
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Najmanǰse število lokacij je 19 največje pa 25000. Predvsem me je zanimalo,
kakšen problem predstavlja tako veliko število lokacij za aplikacijo.
Slika 5.4: GeoJson primer datoteke z lokacijami
5.1.4 Markerji
Aplikacija ob zagonu inicializira zemljevida, kateri se doda specifičen stil, za
tem pa se doda datoteka z lokacijami na zemljevidu. Uporabljeni sta dve
različni ikoni za markerje. Eni so rdeči, drugi pa modri, kar lahko vidimo na
sliki 5.5, vendar to nima vpliva na čas inicializacije.
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Slika 5.5: Uporabljene ikone za markerje
5.2 Izdelava aplikacije v Android Studiu
V Android Studiu lahko izdelujemo aplikacije v programskem jeziku Kotlin
ali pa Java. Sam sem uporabil programski jezik Java, saj imam z njim več
izkušenj.
5.2.1 Struktura
Zaradi že omenjene težave s strukturo pri Xamarin.Forms, kjer celotna An-
droid aplikacija deluje v eni sami aktivnosti, sem zaradi izvajanja meritev
tudi pri izdelavi izvorne Android aplikacije v Android Studiu upošteval ter
sledil takšni strukturi. Aplikacija je tako sestavljena iz glavne aktivnosti, v
kateri inicializira zemljevid, ter iz glavne postavitve.
Glavna aktivnost
Glavna aktivnost je zadolžena za inicializacijo zemljevida. Na sliki 5.7 lahko
vidimo, da ima glavna aktivnost določene privatne spremenljivke.
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Slika 5.6: Prvi del glavne aktivnosti - privatne spremenljivke
V metodi OnCreate, ki se proži ob ustvarjanju aktivnosti, se najprej pridobi
instanca zemljevida Mapbox glede na nizovni ključ. Ključ je treba pridobiti
na uradni spletni strani Mapboxa. Po pridobitvi ključa glavni aktivnosti
nastavimo pogled na vsebino. Activity main.xml je datoteka pogleda, ki je
zadolžena za postavitev elementov na zaslonu naprave.
Slika 5.7: Prvi del metode OnCreate v glavni aktivnosti
Drugi del glavne aktivnosti nastavi vse potrebne stvari glede zemljevida, kar
lahko vidimo na sliki 5.8. Prvo lokalno spremenljivko mapView poveže z
ustreznim elementom v postavitvi. Ko je lokalno povezano s postavitvijo
lahko spremenljivki mapView dodamo zemljevid, ki ga dobimo tako, da
kličemo asinhrono funkcijo getMapAsync(). V tej asinhroni funkciji moramo
prepisati metodo onMapReady(), v kateri poskrbimo za zemljevid. Nasta-
vimo pozicijo kamere, preberemo datoteko JSON z ustreznimi podatki loka-
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cij, preberemo datoteko JSON z ustreznim stilom in v naslednjem koraku
zemljevidu nastavimo stil. Jaz sem uporabil tri različne stile, ki sem jih pri
merjenju programsko spreminjal. V nadaljevanju nastavimo, katere ikone
naj zemljevid uporabi za izris lokacij. Datoteko s podatki o lokacijah v na-
daljevanju dodamo kot vir.
Slika 5.8: Drugi del metode OnCreate v glavni aktivnosti - nastavitev ze-
mljevida
Zaradi implementacije zemljevida moramo poskrbeti za pravilno obnašanje
ob različnih situacijah. Prepisati moramo vse metode, ki se prožijo ob
različnih akcijah nad aktivnostjo. Metodam kot so onStart(), onStop() in
ostale, moramo dodati ustrezno akcijo nad pogledom zemljevida.
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Slika 5.9: Zadnji del glavne aktivnosti
Glavni pogled
Glavni pogled je vezan na glavno aktivnost in je zadolžen za prikazovanje
uporabnǐskega vmesnika. Kot lahko vidimo na sliki 5.10, je pogled enostaven
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in je sestavljen iz linearne postavitve, v kateri je definiran pogled Mapbox,
ki ima nastavljen ID, da ga je možno povezati z glavno aktivnostjo.
Slika 5.10: Glavni pogled
5.3 Izdelava aplikacije v Xamarin.Android
Odločil sem se izdelati tudi izvorno aplikacijo z uporabo Xamarin.Android.
Izdelava Android aplikacije v Xamarin.Android je zelo podobna izdelovanju
aplikacij v Android Studiu. V Xamarin.Android vso kodo pǐsemo v program-
skem jeziku C#, ki pa se po sintaksi od jezika Java ne razlikuje veliko.
5.3.1 Struktura
Struktura projekta je zelo podobna strukturi iz Android Studia. Aplikacija
je, enako kot preǰsnja, zgrajena iz glavne aktivnosti ter iz glavnega pogleda.
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Glavna aktivnost
Glavna aktivnost je zadolžena za inicializacijo zemljevida. Na sliki 5.11
lahko vidimo, katere knjižnice glavna aktivnost uporablja in katere vme-
snike implementira. Glavna aktivnost ima metodo OnCreate, ki se proži ob
ustvarjanju aktivnosti. Najprej je v metodi treba dobiti instanco zemljevida
Mapbox, za kar je potreben nizovni ključ. Za vse tri aplikacije sem upora-
bil identičen ključ, katerega sem generiral na uradni spletni strani Mapbox.
Nato je glavni aktivnosti treba nastaviti pogled na vsebino, kar naredimo
tako, da jo povežemo z glavnim pogledom. Activity main.xml je pogledna
datoteka, ki je zadolžena za postavitev in prikaz elementov na zaslonu. Lo-
kalno spremenljivko mapView povežemo z ustreznim elementom v glavnem
pogledu, kjer bo stal zemljevid, za tem pa lahko dodamo zemljevid, ki ga
dobimo s klicem metode GetMapAsync().
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Slika 5.11: Prvi del glavne aktivnosti in metoda onCreate
Ker glavna aktivnost implementira IOnMapReadyCallback, moramo napisati
metodo OnMapReady(), kot lahko vidimo na sliki 5.12. V metodi najprej
nastavimo kamero, kateri podamo specifično pozicijo. Zemljevidu moramo
tako kot prej podati podatke lokacij, zato preberemo podatke iz datoteke
JSON. Za tem se zemljevidu nastavi stil. Uporabil sem tri različne stile,
ki sem jih za izvajanje meritev programsko spreminjal. Zemljevidu se doda
ikona, ki se jo uporabi za izrisovanje lokacij. Za tem se dodajo podatki o
lokacijah kateri so bili predhodno prebrani iz JSON datoteke.
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Slika 5.12: Metoda OnMapReady()
Zaradi implementacije zemljevida je treba poskrbeti za pravilno obnašanje
ob raznih situacijah. Ker je zemljevid v glavni aktivnosti, moramo prepi-
sati metode kot so On Start(), OnDestroy(), OnPause(), ki se prožijo ob
različnih akcijah nad glavno aktivnostjo. V teh metodah moramo poskrbeti
za ustrezne akcije nad pogledom zemljevida.
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Slika 5.13: Ostale metode glavne aktivnosti
Glavni pogled
Glavni pogled je vezan na glavno aktivnost. Zadolžen je za prikazovanje
uporabnǐskega vmesnika za določeno aktivnost. Na sliki 5.14 vidimo, da je
pogled enostaven. Sestavljen je iz relativne postavitve, ki vsebuje pogled
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Mapbox, ki je preko identifikacije povezan z zemljevidom v glavni aktivnosti.
Slika 5.14: Glavni pogled v Xamarin.Android
5.4 Izdelava aplikacije v Xamarin.Forms
Xamarin.Forms je orodje, s katerim izdelujemo mobilne aplikacije za tri plat-
forme na enkrat. Vse platforme si lahko delijo tako poslovno logiko kot tudi
kodo uporabnǐskega vmesnika. Za posebne elemente, ki jih je treba prikazati
na zaslonu, lahko za vsako platformo posebej napǐsemo svoj tako imenovani
prevajalnik (angl. renderer), ki nam nudi več kontrole.
V Xamarin.Forms se Android aplikacije izvajajo v eni sami aktivnosti. Za-
radi tega sem se odločil, da aplikacijo poenostavim in v vseh treh načinih
izdelave prilagodim, da se bo aplikacija izvajala v eni sami aktivnosti.
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5.4.1 Struktura
Struktura Xamarin.Forms rešitve se od preǰsnjih dveh precej razlikuje. Se-
stavljena je iz dveh projektov eden namenjen Android platformi eden pa iOS
platformi. Oba projekta si delita kodo iz glavnega projekta, ki je tukaj po-
imenovan TestApp1. Ker si aplikacije v Xamarin.Forms rešitvi delijo večino
kode, ta živi v glavnem projektu. V tem projektu definiramo personalizirane
poglede in strani, v mojem primeru RMapView in MainPage. Strani v Xa-
marin.Forms so napisane v xaml, ki je podoben jeziku xml s tem, da tukaj
strani predstavljajo tako predstavitev samih elementov kot tudi obnašanje,
ki je podprto s C# kodo. Na sliki 5.15 vidimo glavno stran in v njej perso-
naliziran pogled z imenom RMapView v katerem stoji zemljevid.
Slika 5.15: Glavna stran MainPage.xaml
Glavna stran je sestavljena iz dveh datotek, iz prej omenjene datoteke XAML
ter iz datoteke CS katera je napisana v jeziku C# in je zadolžena za vse akcije
nad glavno stranjo. Na sliki 5.16 lahko vidimo, da v mojem primeru ni akcij
nad glavno stranjo saj jih ne rabim ampak kot primer bi tukaj recimo lahko
upravljali akcije gumba katerega smo definirali v datoteki XAML.
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Slika 5.16: Glavna stran MainPage.cs
Na sliki 5.17 lahko vidimo prilagojen pogled RMapView kateri je dodan v
glavno stran aplikacije. Ustvarimo novo instanco pogleda v RMapViewRen-
dererju in mu dodamo zemljevid.
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Slika 5.17: RMapView
Na sliki 5.18 vidimo glavno aktivnost Xamarin.Forms aplikacije. Glavna
aktivnost je v tem načinu precej kompaktna. V metodi OnCreate() katera se
proži, ko se ustvari glavna aktivnost se inicializira RMapViewRenderer kateri
ustvari RMapView ter mu doda urejen zemljevid. V naslednjem koraku se
ustvari nova aplikacija App katere kodo lahko vidimo na sliki 5.19. App ne
živi znotraj Android projekta ampak je v glavnem projektu rešitve. App
razred je zadolžen za ustvarjanje začetne strani aplikacije katera je v mojem
primeru MainPage.
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Slika 5.18: Glavna aktivnost Xamarin.Forms aplikacije
Slika 5.19: App.cs Xamarin.Forms aplikacije
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5.4.2 Prikazovalnik po meri (angl. Custom Renderer)
V Xamarin.Forms se uporabnǐski vmesnik prevede z uporabo izvornih kon-
trol ciljne platforme, kar omogoča, da aplikacije izdelane na ta način ohranijo
izvorni stil ter občutek. Prikazovalniki po meri (angl. Custom Renderes) iz-
delovalcem ponujajo možnost, da ta proces prilagodijo po svojih željah in
nastavijo tako videz kot samo obnašanje elementa [45]. Za izdelavo Xa-
marin.Forms aplikacije sem moral napisati svoj prikazovalnik za zemljevid.
RMapViewRenderer je ime prikazovalnika po meri. Na sliki 5.20 vidimo
katere vmesnike implementira prikazovalnik. RMapViewRenderer implemen-
tira vmesnik ViewRenderer kateri kot tip dobi RMapView pogled. RMapVie-
wRenderer ima metodo Initialize(). Ta metoda je zadolžena za pridobitev
instance Mapboxa. Tako kot v Android Studiu ter Xamarin.Android tudi
tukaj pridobimo instanco na enak način in uporabimo enak besedovni ključ
generiran iz uradne Mapboxove spletne strani.
Slika 5.20: Prikazovalnik po meri prvi del
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Na sliki 5.21 vidimo metodo OnElementChanged(), ki je zadolžena za to, da
pogledu RMapView nastavi zemljevid. Kot prvo preveri, če je kontrola po-
gleda enaka Null. Privatno spremenljivko mapView nastavi na novo instanco
RMapView. Ko je pogled povezan se pokliče metoda GetMapAsync().
Slika 5.21: OnElementChanged() metoda prikazovalnika po meri
Kot v preǰsnjih dveh primerih ima RMapViewRenderer metodo OnMapRe-
ady() katero vidimo na sliki 5.22. Ta metoda tako kot v Android Studiu
ter Xamarin.Android naredi to, da pridobljenemu zemljevidu nastavi stil in
podatke. Kot prvo se v metodi doda stil katerega se prebere ali iz Mapbox
API-ja ali pa iz lokalne datoteke. Enako kot pri preǰsnjih dveh aplikacijah
sem tudi tukaj uporabil tri različne stile katere sem programsko spreminjal.
Metoda poskrbi za to, da se zemljevidu dodajo ikone za prikaz markerjev
in doda datoteko z lokacijami markerjev, katero lokalno prebere iz datoteke
JSON.
Diplomska naloga 69
Slika 5.22: OnMapReady() metoda prikazovalnika po meri
5.4.3 Aplikacija
Aplikacije se po videzu ne razlikujejo preveč saj so vse sestavljene samo iz
zemljevida.
Tukaj pokažem vse stile z vsemi lokacijami, mešano po aplikacijah.
5.5 Meritve
Pri merjenju me je najbolj zanimalo koliko časa rabi aplikacija izdelana na
vse tri načine, da se zažene. Ob zagonu aplikacije se inicializira zemljevid, ki
se mu doda poseben stil, ter datoteka z lokacijami, katere se morajo prikazati.
Kot že omenjeno sem moral vse aplikacije narediti v eni sami aktivnosti.
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Za merjenje zagona aplikacije sem uporabil Logcat. Logcat je orodje uka-
zne vrstice, ki odloži dnevnik sistemskih sporočil. Orodju lahko podajamo
različne filtre tako, da si olaǰsamo iskanje za nas pomembnih informacij. Upo-
rabil sem filter Displayed, ki prikaže koliko časa je potrebovala aktivnost, da
se je prikazala na zaslonu naprave.
Meritve
Meritve sem izvajal na svojem Samsung Galaxy S8 Android telefonu, na
treh različno izdelanih aplikacijah. Uporabil sem tri različne stile zemljevida
kateri so bili že prej omenjeni, ter pet datotek z lokacijami. Vsaka od teh
petih datotek vsebuje različno število lokacij katere se morajo prikazati na
zemljevidu. Vsaka od aplikacij je uporabila vse tri stile in vsak stil je upo-
rabil vseh pet datotek z lokacijami. Vsako to kombinacijo aplikacije, stila,
ter datoteke z lokacijami sem pognal petkrat zapored s tem, da so bile apli-
kacije predhodno že pognane in med meritvami nisem brisal predpomnilnika.
Datoteke z lokacijami:
Points 4 datoteka z 19 lokacijami.
Points 2000 datoteka z 2000 lokacijami.
Points 5000 datoteka s 5000 lokacijami.
Points 10000 datoteka z 10000 lokacijami.
Points 25000 datoteka z 25000 lokacijami.
Na sliki 5.23 vidimo kako so uporabljeni stili implementirani v zemljevid.
Na teh slikah je uporabljena datoteka z 2000 lokacijami.
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Slika 5.23: Vsi trije stili v aplikaciji (MapBox Stil 1 na levi, Rožnat Stil 2 na
sredini ter velik Stil 3 na desni)
Meritve Android Studio aplikacije
V tabelah 5.1, 5.2, 5.3 vidimo meritve časa zagona aplikacije izdelane v An-
droid Studiu, za posamezen stil in vseh 5 datotek lokacij.
Points 4 Points 2000 Points 5000 Points 10000 Points 25000
974ms 1s112ms 1s190ms 1s453ms 1s907ms
1s2ms 1s103ms 1s159ms 1s329ms 1s866ms
990ms 1s91ms 1s254ms 1s375ms 1s891ms
981ms 1s38ms 1s158ms 1s351ms 1s898ms
958ms 1s66ms 1s186ms 1s479ms 1s874ms
Tabela 5.1: Android Studio meritve za Stil1
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Points 4 Points 2000 Points 5000 Points 10000 Points 25000
963ms 1s63ms 1s188ms 1s339ms 1s858ms
977ms 1s81ms 1s176ms 1s466ms 1s880ms
968ms 1s104ms 1s298ms 1s322ms 1s881ms
958ms 1s111ms 1s185ms 1s330ms 1s883ms
974ms 1s68ms 1s192ms 1s340ms 1s895ms
Tabela 5.2: Android Studio meritve za Stil2
Points 4 Points 2000 Points 5000 Points 10000 Points 25000
1s8ms 1s164ms 1s241ms 1s386ms 1s911ms
1s223ms 1s273ms 1s143ms 1s440ms 1s878ms
1s41ms 1s111ms 1s174ms 1s366ms 1s895ms
1s23ms 1s159ms 1s243ms 1s352ms 1s877ms
1s3ms 1s153ms 1s219ms 1s373ms 1s862ms
Tabela 5.3: Android Studio meritve za Stil3
Tabele prikazujejo surove meritve časa zagona aplikacije. V nadaljevanju
bodo predstavljeni histogrami kateri prikazujejo povprečne vrednosti teh me-
ritev.
Histogram na sliki 5.24 predstavlja merjenja za aplikacijo izdelano v An-
droid Studiu. Po horizontali je ločen na tri stile in v vsakem od teh prikazuje
povprečen čas inicializacije aktivnosti za določeno lokacijsko tabelo. Vidimo
kako stil vpliva na inicializacijo aktivnosti pri izvorni aplikaciji. Največji
problem predstavlja lokalni stil, Stil 3 kateri je zelo obsežen. Vidimo, da
je povprečni čas inicializacije aktivnosti pri različnih lokacijskih datotekah
občutno večji kot pri ostalih dveh stilih.
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Slika 5.24: Histogram Android Studio aplikacije z vsemi stili
Meritve Xamarin.Android aplikacije
V tabelah 5.4, 5.5, 5.6 vidimo meritve časa zagona aplikacije izdelane v Xa-
marin.Android, za vse tri stile.
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Points 4 Points 2000 Points 5000 Points 10000 Points 25000
1s289ms 974ms 1s091ms 1s697ms 2s265ms
1s319ms 1s420ms 1s515ms 1s756ms 2s239ms
1s301ms 1s456ms 1s494ms 1s706ms 2s281ms
1s280ms 1s403ms 1s488ms 1s643ms 2s274ms
1s360ms 1s404ms 1s519ms 1s665ms 2s236ms
Tabela 5.4: Xamarin.Android meritve za Stil1
Points 4 Points 2000 Points 5000 Points 10000 Points 25000
1s8ms 1s56ms 1s138ms 1s341ms 2s259ms
973ms 1s72ms 1s231ms 1s387ms 2s345ms
1s34ms 1s56ms 1s142ms 1s421ms 2s288ms
1s10ms 1s63ms 1s193ms 1s347ms 2s300ms
964ms 1s81ms 1s159ms 1s349ms 2s304ms
Tabela 5.5: Xamarin.Android meritve za Stil2
Points 4 Points 2000 Points 5000 Points 10000 Points 25000
1s326ms 1s442ms 1s548ms 1s743ms 2s336ms
1s299ms 1s451ms 1s442ms 1s767ms 2s322ms
1s345ms 1s447ms 1s552ms 1s701ms 2s405ms
1s327ms 1s372ms 1s503ms 1s708ms 2s310ms
1s320ms 1s425ms 1s483ms 1s664ms 2s309ms
Tabela 5.6: Xamarin.Android meritve za Stil3
Tabele prikazujejo surove meritve časa zagona aplikacije. V nadaljevanju
bodo predstavljeni histogrami kateri prikazujejo povprečne vrednosti teh me-
ritev.
Histogram na sliki 5.25 predstavlja merjenja za aplikacijo izdelano v Xama-
rin.Android. Po horizontali je ločen na tri stile in v vsakem od teh prikazuje
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povprečen čas inicializacije aktivnosti za določeno lokacijsko tabelo. Vidimo
kako stil vpliva na inicializacijo aktivnosti pri navzkrižni izvorni aplikaciji.
Meritve navzkrižne izvorne aplikacije se od izvorne razlikuje po tem, da ima
enostaven stil - Stil 2, v povprečju najmanǰsi vpliv na čas inicializacije. To
je najbolj očitno pri lokacijskih datotekah z relativno malo podatki.
Slika 5.25: Histogram Xamarin.Android aplikacije z vsemi stili
Meritve Xamarin.Forms aplikacije
V tabelah 5.7, 5.8, 5.9 vidimo meritve časa zagona aplikacije izdelane v Xa-
marin.Forms, za vse tri stile.
76 Jean Marinšek
Points 4 Points 2000 Points 5000 Points 10000 Points 25000
1s910ms 2s120ms 2s132ms 2s333ms 2s634ms
2s4ms 2s78ms 2s153ms 2s468ms 2s694ms
2s37ms 2s111ms 2s144ms 2s417ms 2s646ms
1s951ms 2s80ms 2s195ms 2s364ms 2s652ms
1s962ms 2s97ms 2s162ms 2s381ms 2s641ms
Tabela 5.7: Xamarin.Forms meritve za Stil1
Points 4 Points 2000 Points 5000 Points 10000 Points 25000
1s617ms 2s94ms 2s284ms 2s335ms 2s967ms
1s649ms 2s99ms 2s380ms 2s343ms 2s916ms
1s607ms 2s63ms 2s315ms 2s326ms 2s904ms
1s629ms 2s42ms 2s239ms 2s325ms 2s895ms
1s633ms 2s74ms 2s221ms 2s302ms 2s968ms
Tabela 5.8: Xamarin.Forms meritve za Stil2
Points 4 Points 2000 Points 5000 Points 10000 Points 25000
1s976ms 2s69ms 2s247ms 2s533ms 3s6ms
1s947ms 2s80ms 2s222ms 2s342ms 2s978ms
1s968ms 2s71ms 2s155ms 2s390ms 2s979ms
2s30ms 2s212ms 2s298ms 2s389ms 3s21ms
2s24ms 2s110ms 2s151ms 2s338ms 2s954ms
Tabela 5.9: Xamarin.Forms meritve za Stil3
Tabele prikazujejo surove meritve časa zagona aplikacije. V nadaljevanju
bodo predstavljeni histogrami kateri prikazujejo povprečne vrednosti teh me-
ritev.
Histogram na sliki 5.26 predstavlja merjenja za aplikacijo izdelano v Xa-
marin.Forms. Po horizontali je ločen na tri stile in v vsakem od teh prikazuje
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povprečen čas inicializacije aktivnosti za določeno lokacijsko tabelo. Kot
prvo je iz histograma razvidno, da so povprečni časi za vse datoteke in vse
stile občutno dalǰsi kot pri preǰsnjih dveh primerih. Enako kot pri navzkrižni
izvorni aplikaciji izdelani v Xamarin.Android je tudi pri aplikaciji izdelani v
Xamarin.Forms iz histograma razvidno, da ima enostaven stil - Stil 2 naj-
manǰsi vpliv na čas inicializacije.
Slika 5.26: Histogram Xamarin.Forms aplikacije z vsemi stili
Vpliv stila na čas inicializacije je definitivno najbolj opazen pri izvorni apli-
kaciji izdelani v Android Studiu. Opazimo, da je aplikacija ob uporabi
največjega lokalnega stila - Stil 3 občutno počasneǰsa.
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Primerjava aplikacij
Primerjali smo vpliv stila na inicializacijo posamezne aplikacije. Sedaj se
bomo fokusirali na primerjavo aplikacij med seboj. Kot že omenjeno smo
za merjenje uporabili datoteke z lokacijami katere se morajo prikazati na ze-
mljevidu. Primerjali smo povprečne čase zagona pri vseh treh aplikacijah.
Histogram na sliki 5.27 je po horizontali razdeljen na tri vrste aplikacij.
Vsaka od teh treh skupin ima po pet meritev časa inicializacije za vsako
datoteko z lokacijami za Stil 1.
Slika 5.27: Primerjava časa zagona aplikacij - Stil 1
Histogram na sliki 5.28 je po horizontali razdeljen na pet datotek z lokacijami.
Vsaka od teh petih skupin imam po eno meritev časa inicializacije za vsako
od treh aplikacij za Stil 1.
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Slika 5.28: Primerjava časa zagona aplikacij - Stil 1
Histograma na slikah 5.27 in 5.28 prikazujeta povprečne čase zagonov različnih
aplikacij ob uporabi stila Stil 2. V prvem histogramu na sliki 5.27, vidimo, da
je lokacijska datoteka z največ podatki za vsako aplikacijo najbolj zakasnila
čas zagona. Uporaba stila Stil 1, ki je že narejen stil in se ga zemljevidu
nastavi preko Mapboxovege API-ja, je imela na čas zagona najmanǰsi vpliv
pri izvorni Android Studio aplikaciji.
Histogram na sliki 5.29 je po horizontali razdeljen na tri vrste aplikacij. Vsaka
od teh treh skupin ima po pet meritev časa inicializacije za vsako datoteko
z lokacijami za Stil 2.
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Slika 5.29: Primerjava časa zagona aplikacij z uporabo stila - Stil 2
Histogram na sliki 5.30 je po horizontali razdeljen na pet datotek z lokacijami.
Vsaka od teh petih skupin imam po eno meritev časa inicializacije za vsako
od treh aplikacij za Stil 2.
Slika 5.30: Primerjava časa zagona aplikacij z uporabo stila - Stil 2
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Histograma na slikah 5.29 in 5.30 prikazujeta povprečne čase zagonov različnih
aplikacij ob uporabi stila Stil 2. V prvem histogramu na sliki 5.29, vidimo, da
je lokacijska datoteka z največ podatki za vsako aplikacijo najbolj zakasnila
čas zagona. Opazimo, da so povprečni zaganjalni časi pri izvorni Android
Studio aplikaciji ter izvorni navzkrižni aplikaciji precej podobni za v skoraj
vse lokacijske datoteke.
Histogram na sliki 5.31 je po horizontali razdeljen na tri vrste aplikacij. Vsaka
od teh treh skupin ima po pet meritev časa inicializacije za vsako datoteko
z lokacijami za Stil 3.
Slika 5.31: Primerjava časa zagona aplikacij z uporabo stila - Stil 3
Histogram na sliki 5.32 je po horizontali razdeljen na pet datotek z lokacijami.
Vsaka od teh petih skupin imam po eno meritev časa inicializacije za vsako
od treh aplikacij za Stil 3.
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Slika 5.32: Primerjava časa zagona aplikacij z uporabo stila - Stil 3
Histograma na slikah 5.31 in 5.32 prikazujeta povprečne čase zagonov različnih
aplikacij ob uporabi stila Stil 3. V prvem histogramu na sliki 5.31, vidimo,
da je lokacijska datoteka z največ podatki za vsako aplikacijo najbolj zaka-
snila čas zagona. Opazimo lahko, da je čas zagona izvorne aplikacije izde-
lane v Android Studio ob uporabi lokacijske datoteke z največ lokacijskimi
podatki še vedno kraǰsi od zagona navzkrižne aplikacije izdelane v Xama-
rin.Forms ob uporabi datoteke z najmanj lokacijskimi podatki. Histogram
na sliki 5.32 odlično prikaže razlike med hitrostmi zagona aplikacij ob upo-
rabi različnih lokacijskih datotek. Iz histograma je razvidno, da sta izvorna
aplikacija izdelana v Android Studiu ter izvorna navzkrižna aplikacija izde-
lana v Xamarin.Android precej podobni v hitrostih zagona s tem, da izvorna
navzkrižna aplikacija vedno malo zaostaja. Precej očitno je, da je navzkrižna
aplikacija izdelana v Xamarin.Forms ob zagonu občutno počasneǰsa, sploh
ob primerjavi z izvorno.
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5.5.1 Ugotovitve primerjave aplikacij
Vpliv stila zemljevida je najbolj očiten pri izvorni aplikaciji izdelani v An-
droid Studiu. Histogram na sliki 5.24 nazorno prikazuje, da velik lokalni stil
Stil 3, najbolj vpliva na čas zagona aplikacije. Stil 3 ima v tem primeru tako
velik vpliv, da je povprečni zaganjalni čas ob uporabi najmanǰse lokacijske
tabele še vedno dalǰsi kot zaganjalni čas ob uporabi stila Stil 1, s kombi-
nacijo največje lokacijske tabele. Pri izvorni navzkrižni Xamarin.Android
aplikaciji ter navzkrižni Xamarin.Forms aplikaciji, uporaba stila ne povzroči
tako drastičnih razlik zaganjalnih časov. Obema aplikacijama je skupno to,
da je zaganjalni čas najhitreǰsi ob uporabi majhnega lokalnega stila Stil 2,
kar lahko vidimo na histogramu na sliki 5.25 ter na histogramu na sliki 5.26.
Iz zgornjih meritev je razvidno, da je navzkrižna aplikacija izdelana v Xama-
rin.Forms občutno počasneǰsa, sploh v primerjavi z izvorno aplikacijo, izde-
lano v Android Studiu. Na histogramu na sliki 5.31 in na histogramu na sliki
5.32 lahko vidimo, da je ob uporabi datoteke z 25000 lokacijami navzkrižna
aplikacija od izvorne v povprečju počasneǰsa za kar celo sekundo. Ne glede na
stil zemljevida ali datoteke lokacij je zagon navzkrižne Xamarin.Forms apli-
kacije počasneǰsi tako od izvorne Android Studio aplikacije kot od izvorne





Podjetja se v današnjih časih vedno bolj srečujejo z izdelovanjem mobilnih
aplikacij. Veliko podjetij najame zunanje izvajalce za takšne naloge. Veliko
pa je podjetij, katera se ukvarjajo z izdelovanjem različnih programskih in
informacijskih rešitev, ampak še niso vstopila v svet mobilnih aplikacij. Taka
podjetja morajo v začetnih korakih pretehtati odločitve v kakšen tip in razvoj
aplikacije se bodo podala.
V diplomski nalogi so obravnavane razlike med različnimi tipi mobilnih apli-
kacij. Obravnavali smo izvorne, hibridne ter navzkrižne mobilne aplikacije.
Za ta namen smo v teoretičnem delu vse tipe aplikacij in njihov način razvoja,
podrobneje predstavili. Predstavili smo prednosti ter slabosti posameznega
tipa. Tabela 6.1 prikazuje najbolj pomembne primerjave med aplikacijami.
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Izvorne aplikacije Hibridne aplikacije Navzkrižne aplikacije
Hitrost Visoka Nizka Srednja
Prenosljivost
med sistemi
Ni prenosljivosti Visoka prenosljivost Srednja prenosljivost





Tabela 6.1: Primerjava različnih tipov aplikacij
Ugotovili smo, da je pomembno kateri tip in način razvoja mobilnih aplikacij
izberemo. Izvorne mobilne aplikacije so povprečno hitreǰse od hibridnih in
navzkrižnih, zato so bolj primerne za mobilne aplikacije katere postavljajo
hitrost na prvo mesto. Najnižjo hitrost izvajanja imajo hibridne mobilne apli-
kacije pred njimi pa so navzkrižne. Oba tipa pa imata ne glede na počasneǰse
delovanje v primerjavi z izvornimi mobilnimi aplikacijami, zoper le teh, veliko
prednost. Ta prednost je v prenosljivosti med sistemi, kar pa je tudi glavna
podobnost med hibridnimi in navzkrižnimi mobilnimi aplikacijami. Možnost
delovanja na različnih platformah tako izrazito zmanǰsa čas izdelave aplika-
cij, kar posledično vpliva na ceno in hitrost razvoja. Ne glede na hitrost ter
samo ceno razvoja moramo v zakup vzeti tudi vzdrževanje. Po eni strani
je vzdrževanje izvornih mobilnih aplikacij ceneǰse ter enostavneǰse saj niso
odvisne od odprtokodnih knjižnic in počasneǰsih implementacij novosti. Po
drugi strani pa je potrebno vzdrževati več aplikacij za različne platforme, kar
ceno, zapletenost ter čas vzdrževanja poveča. Vzdrževanje tako hibridnih kot
navzkrižnih aplikacij je ravno zaradi tega, ker je potrebno vzdrževati samo
eno aplikacijo, veliko hitreǰse in ceneǰse.
Velikokrat se morajo razvijalci ob izdelavi mobilnih aplikacij na novo učiti
sintakse jezikov. Hibridne ter navzkrižne aplikacije imajo tudi to prednost,
da razvijalci že poznajo razvijalske programske jezike. Kot primer vzemimo
podjetje, ki se ukvarja s spletnimi tehnologijami. Za ekipo v takem podjetju
bi bila vrsta hibridne aplikacije nedvomno najbolǰsa izbira saj so hibridne
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aplikacije narejene v spletnih tehnologijah. Kot drugi primer vzemimo pod-
jetje, ki primarno razvija programsko opremo v .NET platformi. Za takšno
podjetje je najbolje, da izbere navzkrižni razvoj v Xamarin platformi saj
na ta način lahko uporabljajo vso znanje ter njihove že obstoječe knjižnice.
Ne glede na podana primera se mora večina razvijalcev soočiti z novimi
načini razvoja sploh pa novimi principi delovanja ter novimi uporabnǐskimi
izkušnjami, ki jih prinesejo mobilne aplikacije.
V drugem delu diplomske naloge izdelamo Android aplikacijo v treh načinih.
V izvornem, izvorno navzkrižnem ter v navzkrižnem načinu. Največji pouda-
rek je na primerjavi med izvorno ter navzkrižno aplikacijo. Izdelane aplikacije
so enostavne in so bile narejene na enakem principu, da so se lahko izvajale
meritve. Posamezna aplikacija vsebuje zemljevid z določenim stilom, na ka-
terem se prikažejo določene lokacije. Izvajali smo meritve, katere so imele
kot cilj prikazati vpliv stila in količine podatkov za prikaz, na hitrost za-
gona aplikacije. Predvidevano je bilo, da bo navzkrižna aplikacija počasneǰsa
od izvorne, kar se je z meritvami tudi potrdilo. Navzkrižna aplikacija iz-
delana v Xamarin.Forms je ob zagonu občutno počasneǰsa, sploh ob veliki
količini prikazanih podatkov. Navzkrižna mobilna aplikacija izdelana v Xa-
marin.Forms je od izvorne mobilne aplikacije izdelane v Android Studiu v
povprečju počasneǰsa za kar 1.258 sekunde. Čeprav je to velika razlika v
hitrosti zagona ima razvoj navzkrižnih aplikacij še vedno prednosti. Ne glede
na to, da so v povprečju izvorne aplikacije občutno hitreǰse od navzkrižnih
je za podjetja katera na novo stopajo v svet mobilnih aplikacij izbira nav-
zkrižnega razvoja mobilne aplikacije še vedno bolǰsa možnost. Podjetje v
katerem delam je razvilo navzkrižno aplikacijo z uporabo Xamarin.Forms.
Glede na to, da ima podjetje že razvitih ogromno internih knjižnic v .NET
strukturi so kratek čas razvoja, uporaba internih knjižnic in znanja dovolj
veliki razlogi kateri upravičijo počasneǰse delovanje in s tem potrdijo da je
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bila izbran apot razvoja pravilna.
V diplomskem delu smo predstavili različne tipe mobilnih aplikacij, različne
razvoje in tehnologije v drugem delu pa razvili in izmerili hitrost dveh različnih
pristopov. V bodoče je za nadalnje raziskave možno meritve izvajati z bri-
sanjem predpomnilnika tako, da se bo videlo kako dobro določena aplikacija
uporablja predpomnilnik. Možno je meritve razširiti z več lokacijskimi tabe-
lami, več različnimi stili ter različnimi tipi podatkov. Za bodoče raziskave
je možno aplikacije razširiti tako, da uporabljajo dostop do lokacije, vodenje
po zemljevidu po začrtani poti ali pa aplikacije in meritve izdelati tudi za
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