Ontology-Based Multiplatform Identification Method by Li, Yanfeng et al.
Center for e-Design Publications Center for e-Design
9-10-2010
Ontology-Based Multiplatform Identification
Method
Yanfeng Li
Virginia Polytechnic Institute and State University
Xiaomeng Chang
Virginia Polytechnic Institute and State University
Janis P. Terpenny
Virginia Polytechnic Institute and State University, terpenny@iastate.edu
Tracee Gilbert
Virginia Polytechnic Institute and State University
Follow this and additional works at: http://lib.dr.iastate.edu/edesign_pubs
Part of the Industrial Engineering Commons
This Article is brought to you for free and open access by the Center for e-Design at Digital Repository @ Iowa State University. It has been accepted for
inclusion in Center for e-Design Publications by an authorized administrator of Digital Repository @ Iowa State University. For more information,
please contact digirep@iastate.edu.
Recommended Citation
Li, Yanfeng; Chang, Xiaomeng; Terpenny, Janis P.; and Gilbert, Tracee, "Ontology-Based Multiplatform Identification Method"
(2010). Center for e-Design Publications. Paper 4.
http://lib.dr.iastate.edu/edesign_pubs/4
Yanfeng Li
Xiaomeng Chang
Grado Department of Industrial and Systems
Engineering,
Virginia Polytechnic Institute and State
University,
Blacksburg, VA 24061
Janis P. Terpenny1
Grado Department of Industrial and Systems
Engineering, Department of Mechanical
Engineering, and Department Engineering
Education,
Virginia Polytechnic Institute and State
University,
Blacksburg, VA 24061
e-mail: terpenny@vt.edu
Tracee Gilbert
Grado Department of Industrial and Systems
Engineering,
Virginia Polytechnic Institute and State
University,
Blacksburg, VA 24061
Ontology-Based Multiplatform
Identification Method
This paper puts forward a multiplatform identification method to overcome the limitations
of a single platform strategy when mass customization is required. The method is applied
to redesign or consolidate an existing product family. The method consists of four steps:
(1) the determination of component values, (2) the estimation of component redesign
efforts, (3) the platform component identification, and (4) the formation of multiple plat-
form instances. An ontology-based framework is also provided to facilitate the informa-
tion representation and the data integration in the identification of multiplatform struc-
ture. Once the platforms are identified, an ontology reasoning mechanism verifies the
platform sharing among products and determines the possible multiplatform coalition. A
water cooler product family is used to illustrate the ontology-based multiplatform iden-
tification method. DOI: 10.1115/1.3467010
1 Introduction
Companies are challenged in this highly competitive global
marketplace to meet the diverse needs of customers who demand
variety of products at prices comparable to mass-produced goods.
Recognizing the importance of fulfilling the increasingly diverse
needs of individual customers, companies are using product fam-
ily design and product platform-based product development to
increase product variety, shorten cycle times, and lower cost 1.
In an effort to meet this challenge, companies have begun to view
their product offerings as a family. A product family refers to a
group of related products that are derived from a product-platform
to satisfy a variety of market niches. A product-platform is defined
as a set of common elements, such as components, modules, or
parts, from which a stream of derivative products can be effi-
ciently developed and produced 2. A platform-based approach
simultaneously produces a variety of products such that the range
of customer requirements from different market niches can be
satisfied.
By sharing common elements across a platform of products, the
platform approach offers several advantages. First, product plat-
forms can help companies respond to the market quickly and ef-
ficiently through component reuse and reconfiguration 3. Sec-
ond, implementing product platforms can reduce product
development time, system complexity, development, and produc-
tion costs while improving the ability to upgrade products by shar-
ing components and production processes. Third, product plat-
forms enable a variety of products derived easily and quickly to
satisfy the needs and requirements from distinct market segments
with less effort 4. Finally, platforms can promote better learning
across products and can reduce testing and certification of com-
plex products such as aircraft 5, automobiles 6–9, spacecraft
10, and aircraft engines 11. Several companies have recog-
nized the benefits of designing product families including Black &
Decker 12, Sony 13, and Volkswagen 14.
A common problem in platform-based product family design is
resolving the tradeoff between product commonality and distinc-
tiveness. If commonality is too high, products lack distinctiveness
and product performance is degraded; however, if commonality is
too low, costs to manufacture product increase 15. This paper
puts forward an ontology-based multiplatform identification
method to provide companies with a method for platform-based
product design and redesign especially a multiplatform design.
The method is a bottom-up approach in which the existing prod-
ucts are redesigned to implement the platform strategy. Ontology
models with local and central ontologies are applied to integrate
the heterogeneous data sources that are needed to support the
platform identification method. To verify the identified platforms
that are obtained through this method, an ontology-based reason-
ing mechanism is provided to evaluate the appropriateness of the
multiplatform structure and to identify the possible amalgamation
of multiple platforms to reduce the number of platforms.
In the sections that follow, background and motivation are pro-
vided for platform-based product family, multiplatform strategy,
design management tools, and ontology-based data integration.
The proposed method is, then, described with the four-step proce-
dure to identify the multiplatform structure with the aid of local
and central ontologies. To verify the results obtained from the
four-step method, reasoning is implemented by ontology with se-
mantic web rule language SWRL rules and with Jess rule engine
to find the potential merge of identified platforms. A water cooler
product family case problem is, then, used to illustrate the pro-
posed method. Finally, conclusions are provided and future re-
search is discussed.
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2 Background and Motivation
2.1 Platform-Based Product Family. The objective of
platform-based product family development is to provide cost-
effective product variety 1. A platform approach achieves this
objective by increasing commonality across multiple products and
differentiating each product in the family by satisfying different
targeted needs. The challenge of the platform-based approach is to
satisfy the diverse customer needs while maintaining the distinc-
tiveness and maximizing the commonality among products
variants.
Most existing research is focused on single platform product
family development. As shown in Fig. 1, all of the product vari-
ants in the family are shared by only one platform. Given the
platform, the individually designed portions i.e., the differentiat-
ing components are added to the product to create a finished
variant design 16. However, the average number of variants built
from a single platform has been steadily increasing across a range
of industries automotive, electronics, and aircraft since the early
1990s 17. Suh 18 found that the number of product variants
supported by a platform varied increasingly year after year and De
Weck 17 claimed that the increasing trend was likely to continue
in the future. This indicates that the platforms are required to
support more product variants whereby the platform is constantly
being challenged with the addition of each new product variant
17.
While single platform strategies offer simplicity, potential
drawbacks of a single product-platform strategy have become ap-
parent. Manufacturers have realized that platforms cannot be
stretched indefinitely before the competitiveness of some of the
associated variants is compromised 17. By sharing too many
elements among different variants, variants are showing more
similar features and not differentiating sufficiently from each
other, losing unique brand identity and further, causing the loss of
market competition. Carney 10 described this dilemma experi-
enced by the Chrysler K platform, which manufacturers used to
create a variety of different car models for a relatively low cost.
These cars were criticized by customers for lack of distinctive-
ness. The different car models shared so many components and it
was difficult to distinguish between the different car models. In
addition, high-tech products are under-designed and low-tech
products are over-designed by sharing across the product family,
resulting in cannibalization of sales of high-end by low-end vari-
ants 19. Furthermore, in a large product family, more
compromises/tradeoffs are required, which cause the degradation
of individual performance.
2.2 Multiplatform Strategy. To overcome the limitations of
the single platform design, multiple platform design offers oppor-
tunities to generate more efficient and effective product families
20 by accommodating a larger product family. The primary goal
of this paper is to obtain a more beneficial tradeoff between com-
monality and variety for a product family by developing products
through multiple platforms. The basic concept of a multiplatform
strategy is shown with an example in Fig. 2.
As shown, there are three platforms: platform 1 includes com-
ponent instances 1-1 and 2-1, platform 2 includes 1-1 and 2-2, and
platform 3 includes 1-2 and 2-1. Product variants are created by
adding differentiating components from specific platforms. For
example, in Fig. 2, product_1 is created by adding differentiating
component D1 onto platform 1. Similarly, product_2 is created
with differentiating component D2 and platform 1, and product_3
is created with platform 2 and differentiating component D3.
The following three primary questions are core to current re-
search in multiplatform-based product family design 17.
Fig. 1 A single platform strategy
Fig. 2 A multiplatform strategy
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1 Which components should serve as platform components in
the multiplatform strategy?
2 Given a set of product variants, what is the optimal number
of platforms from which to derive them from?
3 How should products be configured with platform elements
to address targeted market segments and competitors?
The first question is a platform element determination problem,
which can be addressed using both qualitative and quantitative
methods. The second question, then, seeks to investigate the clas-
sic tradeoff problem to determine the appropriate level of com-
monality and product distinctiveness. Once the identified platform
elements and product commonality have been determined, the
third question investigates the variant-to-platform assignment and
product variant positioning.
Seepersad et al. 21 are credited with seminal work in multi-
platform strategy by studying the coverage of platforms, putting
forth the term platform extent to refer to the upper and lower
bounds of a platform. The platform extent determines the optimal
number of product platforms for a range of requirements and the
assignment of products to a particular platform. A decision sup-
port model was modeled with the objective of minimizing com-
ponent performance deviation from targets. The predefined plat-
form settings were studied with different demand scenarios and
selection of the one with the least engineering cost.
Later, Seepersad et al. 22 expanded the research by substitut-
ing performance deviation with utility deviation. De Weck 17
formulated a multiplatform optimization problem as a weighted
least square problem. Similar to Seepersad et al. 21,22, De Weck
17 studied the possible multiplatform scenarios and optimized
each scenario to determine the most efficient multiplatform sce-
nario. One of the drawbacks in De Weck’s 17 formulation is that
the number of platforms is not determined in the optimization
procedure and the computation efforts are extensive since all sce-
narios are required to be optimized once. Dai and Scott 20 stud-
ied multiple platforms by analyzing the similarity between prod-
uct components, which were described by a set of design
variables, and a bottom-up clustering method was applied to form
the subgroups of components based on the sensitivity of design
variables. The values of design variables were ideally specified by
the optimization models with the objective of maximizing product
performances and the number of platforms being determined in
the clustering procedure. These optimization-based multiplatform
identification models require the computational efforts that are
extensive and require repetitive calculations.
Others investigating multiplatform strategies have concentrated
on the qualitative information instead of the cumbersome quanti-
tative calculations. Martin and Ishii 23,24 put forward an index-
based platform identification method, which determines the plat-
form setting by considering the platforms’ generational service
and the component correlations. Kumar and Allada 25 formed
multiple platforms through product functional requirements and
technology feasibility with the goal of balancing the tradeoff be-
tween customer satisfaction and costs. Sahin 26 identified plat-
form modules through the analysis of customer requirements,
product module formation, and analysis of product similarity. The
product family is redesigned or consolidated based on the suffi-
cient product information from different analysis levels.
Existing research in multiplatform identification methods can
be roughly classified into two classes: management-centric and
engineering-centric. Engineering rarely has access to the expertise
of applying market-oriented methodologies. Conversely, the man-
agement does not have a detailed understanding from the engi-
neering perspective to address the technical issues resulting from
various platforming decisions. In this paper, the management and
the engineering perspectives are integrated to generate the multi-
platform structure to satisfy the commonality requirement as well
as the diverse requirements to satisfy customer needs.
2.3 Design Management Tools. Design management tools,
such as the quality function deployment QFD and the design
structure matrix DSM, are used in the identification method put
forward in this paper to generate multiplatform structure. QFD is
an efficient team-based approach that uses a set of matrices to
translate customer needs into a product’s engineering attributes
EAs. By mapping what is desired customer requirements into
how to achieve technical specifications design requirements,
QFD provides a structured team-based approach in which the
voice of the customer guides the design process 27. Martin and
Ishii 23,24 and Sahin 26 applied QFD to identify the compo-
nents, which can serve as the platform components. By extending
the work of Kreng and Lee 28 to multiple products design, Sahin
26 used QFD to identify the critical common performance at-
tributes for developing module-based platforms for a product fam-
ily. This work also used QFD for collecting the changing market
requirements. Fujita et al. 29 used QFD to analyze the value
distribution among a product family to define the appropriate
value of respective products. Martin and Ishii 23,24 used two-
phase QFD to map product functions to components and to cal-
culate the generational variety index, a measure for the amount of
redesign effort required for future designs of the products, and
then, to standardize the components, which are not likely to
change in the future. These standardized components serve as the
platform components.
In this paper, QFD is applied in the multiplatform identification
method to allocate the product values into corresponding product
components and the components with the least allocated values
are considered as the potential platform components. A product
family consists of multiple products, which target specific market
niches, respectively. Customers have preferences regarding the
relative importance of each product in the family. In addition, the
EAs play different roles in the individual products and some are
more important in one product but less important in others. QFD
is used to identify the EAs of the products and to determine the
relative importance of each EA in each product. Described with
greater detail in the four-step method of Sec. 3.1.1 and the water
cooler example of Sec. 4, Table 1 shows an example of EAs for
five products. Each product is also composed of a set of product
component instances, which are the components in the individual
products that share common names but possess different param-
Table 1 Phase I QFD „RASM…
EAs Product 1 Product 2 Product 3 Product 4 Product 5
Cool down time 0.050 0.237 0.231 0.194 0.086
Water temperature 0.125 0.053 0.026 0.129 0.057
Cold water volume 0.175 0.053 0.231 0.097 0.029
Power consumption 0.200 0.237 0.026 0.065 0.200
Width 0.050 0.079 0.026 0.032 0.257
Height 0.075 0.053 0.051 0.129 0.114
Depth 0.050 0.026 0.077 0.161 0.086
Volume flow rate 0.125 0.105 0.154 0.097 0.029
MTBF 0.150 0.158 0.179 0.097 0.143
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eters. The EAs of individual products are realized by these prod-
uct component instances. QFD is also used to identify the depen-
dency between the EAs and the product component instances in
individual products. Table 2 shows an example of EAs and com-
ponents in the water cooler product family. Qualitative values are
used to indicate the dependency between EAs and components to
show how much the realization of the product’s EA depends on
the corresponding components.
Additionally, the product components are interrelated, thus, the
design of one component may require corresponding changes in
other related components. The dependency between components
is analyzed using the DSM. Sahin 26 built up a functional DSM
with four types of relationships based on work by Pimmler and
Eppinger 30, to define design assets groups to form the common
groups among a family of products. The relationship strength
shows that the possibilities in which the components can be cat-
egorized in a module. Yassine and Falkenburg 31 proposed the
sensitivity-DSM to model how the changes can be propagated
among the components of the systems. Kalligeros et al. 32 put
forward a DSM-based method to qualitatively identify the plat-
form on the component level.
In this paper, existing products are studied to implement
platform-based products, the redesign of one component inevita-
bly influencing the correlated product components. DSM provides
a compact matrix-based representation that captures the physical
relationships between the components in a product. The results of
the DSM analysis will be used to subjectively estimate component
redesign efforts that are caused by the changes in corresponding
components.
The large amount of information produced from the QFD and
DSM analysis must be managed to support the design activities.
Product design requires a large amount of information to be man-
aged. Even more information must be managed in product family
design because multiple products are considered instead of a
single product. The increased amount of information e.g., ele-
ment sharing, product distinctiveness etc. to be managed makes
the design more complex. Efficiently managing and controlling
this information would provide support to product family design.
This paper takes advantage of ontology-based technologies to fa-
cilitate the data integration and retrieval in the platform identifi-
cation method illustrated in Sec. 2.1. In addition, an ontology-
based reasoner is used to verify the appropriateness of the
multiplatform structure and to identify the possible amalgamation
of multiple platforms to reduce the number of platforms illus-
trated in Secs. 2.2 and 2.3.
2.4 Ontology-Based Data Integration. An ontology is a for-
mal specification of domain knowledge, which is used to define a
set of data and their structure for experts to share information in a
domain of interest. It is well suited for the representation and
utilization of hierarchical relationships among data and is good at
knowledge reasoning 33. Ontologies have been used for a vari-
ety of applications in engineering 34,35. In order to identify the
multiple platform structure, different sources of data are required
including product, component, EA, cost, qualitative rating, etc.
The data is stored in different databases and different formats. To
integrate the heterogeneous data in the platform identification
method and the hybrid ontology-based information integration ap-
proach will be applied to manage the data.
Stuckenschmidt and Van Harmelen 36 categorized ontology-
based information integration approaches into single ontology ap-
proaches, multiple ontology approaches, and hybrid approaches.
The hybrid approach uses the concept of local and central ontolo-
gies to hierarchically manage knowledge. Chang and Terpenny
37 used the hybrid approach in ontology-based heterogeneous
data integration for cost management in product family design. In
the hybrid approach, there is a single central ontology and several
local ontologies. In the local ontology models, the information
about the data sources that contain the required data is stored in
local ontologies and included entries such as table names, column
names, and data format ordinal, integer, float, narrative, etc.. The
central ontology stores the information about the local ontologies
and includes entries such as ontology name, location of local on-
tologies, etc. The central and local ontologies work together to
integrate data from various data sources and apply the data to
support the platform identification.
The hybrid ontology model and its working mechanism are
shown in Fig. 3. As shown, there is a single central ontology and
multiple local ontologies. Each local ontology is responsible for a
specific data source, i.e., the relation between local ontology and
data source is one-to-one. The central ontology stores the location
of data source and the related local ontology. For example, when
finding a product design parameter, the central ontology can be
queried. If the query results in identifying data source 2 as the
source containing the related information, local ontology 2 is the
corresponding local ontology. The local ontology contains the data
structure of the data source. Continuing the above case, through
querying local ontology 2, the product geometry parameter is
found to be in the table geometry in data source 2 and there are
Table 2 Phase II QFD „REC2M…
EAs
Component
TEC Power supply Chassis Plumbing Reservoir Insulation FasciaFan Heat sink
Cool down time 0.20 0.25 0.15 0.05 0.00 0.00 0.15 0.10 0.10
Water temperature 0.24 0.00 0.24 0.18 0.00 0.00 0.12 0.12 0.12
Cold water volume 0.00 0.00 0.00 0.00 0.29 0.00 0.71 0.00 0.00
Power consumption 0.33 0.00 0.11 0.56 0.00 0.00 0.00 0.00 0.00
Width 0.20 0.00 0.00 0.00 0.40 0.00 0.00 0.00 0.40
Height 0.00 0.00 0.00 0.00 1.00 0.00 0.00 0.00 0.00
Depth 0.00 0.00 0.00 0.00 0.43 0.00 0.00 0.00 0.57
Volume flow rate 0.00 0.00 0.00 0.00 0.00 0.83 0.17 0.00 0.00
MTBF 0.15 0.23 0.15 0.08 0.08 0.08 0.08 0.08 0.08
Fig. 3 Hybrid ontology approach and data query procedure
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columns length and thickness in this table. Through the query
result from the local ontology 2, the query sentence for data
source 2 can be formed. In summary, there are three steps in the
ontology-based data integration: 1 query the central ontology to
retrieve which and where the related data sources are located and
their corresponding local ontologies, 2 query the related local
ontologies to get the data structure details of the data source in
order to form the query sentence, and 3 query the data sources
using the query sentences formed in step 2. The classes of a local
ontology correspond to the tables of the database: the name of a
class in the ontology is consistent with the name of the table in the
database and the slots of the class correspond to the column of the
table. The reasoner will query out the information about names of
the slots, class name, additional condition, and location of the
table and send them to the query formulation module. The central-
local ontology structure reduces the complexity of data manage-
ment and facilities, heterogeneous data integration, utilization, and
management. Greater detail of the hybrid ontology model can be
found in Chang and Terpenny 37.
In Sec. 3, several local ontologies, such as product_value on-
tology, product_EA ontology, component_redesign_cost ontolo-
gies, etc., are built to represent the information in the related field
and to keep the information about the corresponding databases. A
central ontology is also built to record the information of local
ontologies and to further support the integration of data.
3 Ontology-Based Multiplatform Identification
Method
In the sections that follow, the ontology-based multiplatform
identification method is described. First, the process of multiplat-
form identification is introduced with the development of local
and central ontologies. Then, the ontology development for
ontology-based reasoning in multiplatform family is described.
Finally, a description of the SWRL-based ontology reasoning that
is implemented to verify the results obtained in the process of
multiplatform identification and to find the potential merge of
these platforms is provided.
3.1 Process of Multiplatform Identification. Figure 4 pro-
vides an illustration of the component structure of a product fam-
ily within a multiplatform strategy. For each product in Fig. 4,
there are four component slots. For each component slot, there are
several instances with different performance levels. Insi,j desig-
nates jth instances for component slot i. Product variants are real-
ized by adding component instances into the corresponding slots.
In each slot, only one component instance can be filled in to
realize one product variant. For example, product 1 is derived by
component instance 1,2, 2,1, 3,2, and 4,1 and product 2
includes component instance 1,2, 2,2, 3,2, and 4,2. From
the definition of a platform, if two products have the same com-
ponent instance for the same component slot, the component is a
platform component. Component instances 1,2 and 3,2 are
shared by products 1 and 2. Therefore, component instances 1,2
and 3,2 form one platform. In Fig. 4, there are two platforms:
platform 1, shared by products 3 and 4 and platform 2, shared by
products 1 and 2. Since there are multiple two in Fig. 4 plat-
forms in one family, this is referred to as a multiplatform strategy.
As noted, each product in the family targets a certain market
segment, which indicates the role each product plays in the family.
Therefore, each product has different values in the whole product
family and the value of one product is realized by the product
components. The multiplatform strategy is applied to redesign and
consolidate an existing family. Therefore, efforts related to rede-
sign are considered to identify which components should be allo-
cated to platform components.
A four-step procedure has been developed to identify platform
components and to solve product-platform assignment problems.
Figure 5 provides a graphical overview of the multiplatform iden-
tification method, tools, and ontologies. The four-step procedure is
based on the assumption that the analyzed products currently exist
and the company is undergoing an initiative to implement a
platform-based product design and development strategy. As
shown, four steps include: allocate product values into the com-
ponents, estimate component redesign efforts, platform compo-
nents determination, and formation of platform component in-
stances.
3.1.1 Step 1: Allocate Product Values Into the Components. A
two-phased QFD approach is used to transfer information between
different design perspectives. First, we hierarchically allocate the
values of individual products to EAs and then, to product
components.
Phase I of the QFD approach consists of identifying the impor-
tance values of EAs of the product variants. An attribute signifi-
cance matrix is formed to make these values comparable. These
values are, then, normalized within each product to form a relative
attribute significance matrix RASM. EAs importance values ex-
press different preference levels of the same product’s character-
istics measured by a 1–9 rating scale. The importance values are
defined as: 1-very weak, 3-weak, 5-medium, 7-strong, 9-very
strong, and scores of 2, 4, 6, and 8 are intermediate values.
Phase II of the QFD approach consists of mapping each EA to
a set of product components. The cascade structure of the QFD
matrix can help determine how much the EAs depend on the
product components. An EAs and component correlation matrix
EC2M is formed and after normalization, a relative EC2M
REC2M is formed. The component values CVs for each prod-
uct are calculated by
Fig. 4 Product structure in a multiplatform strategy
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CV = RASMT  REC2M
where T is the transpose of a matrix.
The components serve the product family, thus, the total com-
ponent values TCVs are the sum of CVs across products. Based
on the definition of product family by Thevenot and Simpson 15,
the platform is composed of the nonvalue-added components. If
these components are forced to be shared, the loss of the product’s
values will be relatively lower. Therefore, the components with
less TCVs are more suitable candidates for the platform compo-
nents. Based on this two-phase QFD approach, the CVs are deter-
mined. EAs’ importance values and EAs and component correla-
tions are all stored in databases. Correspondingly, a local ontology
stores the detailed information about each database. The name of
a class in the ontology is consistent with the name of the table in
the database and the slots of the class correspond to the column of
the table. Ontologies include product_value ontology, product_EA
ontology, and EA_component ontology.
3.1.2 Step 2: Estimate Component Redesign Efforts. Since this
method is intended to implement a platform-based strategy on
existing products, the execution of a platform strategy causes
component redesign due to component sharing. The component
redesign activities will lead to redesign efforts in order to realize
target EAs. In addition, the product components are interrelated,
thus, the redesign of one component may require corresponding
changes in other related components.
The dependency between components can be identified by the
component DSM. DSM is a matrix-based representation of a sys-
tem or a project. DSM contains the constituent subsystems or
activities and corresponding information exchange and depen-
dency 38.The redesign efforts of one component caused by an-
other component are counted in the redesign efforts of the origi-
nating one. The components redesign efforts are determined by
estimating their redesign costs, which are consumed to realize
targeted EAs. These costs include fabrication cost material cost,
tool cost, and process, assembly cost, etc. Similar to the approach
by others, qualitative values can be used to measure the redesign
efforts 38. The local ontologies are built to record the informa-
tion about the data resources that store the cost information and
the dependency information between components. The componen-
t_redesign_cost and component_component_interrelation ontolo-
gies are built to load corresponding data.
In addition, for the first and second steps, several local ontolo-
gies are built to keep the information about the corresponding
databases. Then, a central ontology is created to record the infor-
mation about these local ontologies. The hierarchic structure of
the central ontology, local ontologies, and data sources helps de-
cision makers extract and integrate required data from heteroge-
neous data sources to support the first two steps. As shown in Fig.
5, local ontologies include product_value ontology, product_EA
ontology, component_redesign_cost ontologies, etc. Each local
ontology corresponds to one data source. For example, pro-
duct_value ontology is related to the product_value database and
the table structure of this data source is recorded in this ontology.
So in product_value ontology, there are two classes, table and
product there are other classes in this ontology and these two
classes are described here to illustrate the local ontology. There is
a table called product_basic in this database and then, in the table
class of the product_value ontology, there is an instance called
product_basic, and in the product class, the table slot value of a
product instance is the instance product_basic from the table
class. The central ontology includes class local ontologies and
there are slots, such as location, data source type, etc., in this
class. For example, it has an instance product_value in the local
ontology class and in this instance, the location slot value is
C:\ontologies\product_value.owl and the type is web ontology
language OWL. Greater detail on the manipulation of central
ontology and local ontologies can be found in Chang and Ter-
penny 37.
3.1.3 Step 3: Platform Components Identification. Platform
components are identified with the consideration of CVs and re-
design efforts. Thevenot and Simposon 15 suggested that com-
ponents with fewer added-values to products were more likely to
be shared and Martin and Ishii 24 realized components with
fewer redesign efforts should be standardized. Ideally, the compo-
nents with least redesign effort as well as the least allocated value
are the best platform component choices utopia solution. How-
ever, the ideal case is rarely achieved. Therefore, the platform
components need to be identified by balancing the redesign effort
cost with the allocated values worth. Two dimensional rede-
sign effort and CVs or one dimensional redesign effort or CVs
decisions can be made based on this step. The platform compo-
nents can be identified by setting threshold values for redesign
efforts and allocated values. While the factors considered could be
expanded, we have limited the focus to these two major factors for
illustrative purposes.
Fig. 5 Multiplatform identification method, tools, and ontologies
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3.1.4 Step 4: Formation of Platform Component Instances.
The platform components identified in step 3 have multiple in-
stances in their corresponding existing products. These component
instances are determined by unique sets of design variables. It is
widely accepted that the platform components are described by a
set of design variables. A design variable is any quantity or choice
directly under the control of the designers and can characterize the
components. For example, these could be geometry parameters
height, width, and length, material steel and plastics, or mass.
There are local ontologies design_variable ontologies to record
the information of the databases that store the values of design
variables in products. To extract the values of design variables to
support this step, the Java Transaction Protocal JTP reasoner
queries out the information about names of the slots, class name,
and location of the table in the ontology and then, sends them to
the query formulation module to extract required data from corre-
sponding databases 37.
The purpose of step 4 is to avoid too much compromise result-
ing from platform strategy by separating the platform component
instances in existing products for the same component slots into
several groups with different performance levels. The products
falling into these groups share the same component instance. By
utilizing a multiplatform strategy for each of the platform compo-
nents, there are multiple component instances shared by different
groups of products. As a result, the platform components are less
stretched than that in the single platform strategy. The products
that have the same platform component instances are grouped into
a cluster with respect to this platform component.
Clustering approaches, which are based on similarity or com-
monality of products attributes, have been investigated for product
family design. Stadzisz and Henrioud 39 clustered products
based on geometric similarities to decrease product variability as
well as to reduce assembly complexity. Shirley 40 described a
clustering process to form a single platform across the family.
Similarity dissimilarity of components which are described by a
set of component design variables can be measured by the metric
distance such as Euclidean distance or angular separation 41. In
this research, hierarchical clustering approach is applied to each
platform component to generate more than one component in-
stance for the corresponding platform component, based on the
information from existing products in the family.
The platform component identification problem and the
product-platform assignment problem are solved through the four-
step procedure shown in Fig. 5. To support the four-step process,
the ontology-based SWRL rule reasoning is applied and described
in Secs. 3.2 and 3.3.
3.2 Ontology-Based Reasoning in Multiplatform Family
3.2.1 Ontology Development for Ontology-Based Reasoning
in Multiplatform Family. The ontology development for ontology-
based reasoning in multiplatform family is shown in Fig. 6. As
shown, there are four classes: product architecture, component,
platform, and product. The water cooler family described in Sec.
4, as shown in Fig. 7 provides an example to fully explain more
the ontology model.
Class product architecture is used to describe the architecture of
products. It has several instances such as components in a water
cooler: reservoir, chassis, insulation, etc. The number of instances
for product architecture is the same as the number of components
in the products and class component is used to indicate the pos-
sible instances to fill in the component slots in Fig. 4. It can have
several instances such as reservoir1, chassis2, 3 mm-insulation
the thickness of the insulation is 3 mm, etc. The property prod-
uct architecture for instance reservoir1 is an instance of product
architecture reservoir and the property component of reservoir
contains instance reservoir1. Class platform is used to illustrate
the component sharing among the products. It can have multiple
instances, such as instance platform A, which includes reservoir1
and chassis1. So the property component of reservoir1 contains
two instances of the class component, which are reservoir1 and
chassis 1. The number of class platform is the same as the number
of platforms for the whole family. Class product is used to show
the possible product variety. It can have several instances and
these instances are product members in the family such as water
cooler 1 and water cooler 2. The slot compose instance in the class
product is reverse to the slot utilized by in the class component
and the slot compose platforms in the class product is reverse to
the slot used by in the class platform. For example, water cooler 1
is formed by platform 1 and 3 mm-insulation. Then, the property
compose instances of water cooler 1 is the instance 3 mm-
insulation and its property compose platforms contains the in-
stance platform 1. At the same time, since these two properties
have reverse properties, the property used by in platform 1 con-
tains product1 and the property utilized by in the instance 3 mm-
Fig. 6 The ontology development for SWRL rule reasoning
Fig. 7 A water cooler product family example †23,24‡
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insulation also contains product 1.
The properties for each class are also shown at the bottom of
each class in Fig. 6. The developed ontology is used later to fa-
cilitate the reasoning process and help designers find potential
platforms and merge existing platforms.
3.2.2 Ontology-Based Reasoning. SWRL rules can be used in
the multiple platform structure identification to represent logical
relations among classes and properties and the related engine,
such as Jess rule engine, can use the SWRL rules and the knowl-
edge base in the ontology, such as the instances in the ontology, to
help designers judge whether there is any improvement opportu-
nities by using more platforms and help identify the places with
error. For example, through SWRL rules, the following work can
be checked:
Whether platforms are formed when different products use the
same component instances and the related SWRL rules is:
Product?x  Product?y  name?x,?x1  name?y,?y1 
swrlb:notEqual ?x1,?y1  compose component ?x,?z  com-
pose component ?y,?a  name ?z,?z1  name ?a,?a1 
swrlb:equal?z1, ?a1 →suggested platform?x,?z  suggested
platform?y,?z
Merge platforms when two or more platforms are used by the
same products. For example, reservoir1 forms platform 1 and
chassis2 forms platform 2, these two platforms are both used by
product 1, 2, and 3 and then, they can become one single platform
instead of two.
Platform?x ∧ Platform?y ∧ name?x,?x1 ∧ name?y,?y1 ∧
swrlb:notEqual ?x1,?y1 ∧ component ?x,?z ∧ component
?y,?a ∧ name ?z,?z1 ∧ name ?a,?a1 ∧ swrlb:equal?z1, ?a1
→suggestedmerge?x,?y ∧ suggestedmerge?y,?x
After the reasoning process, the potential platform information
can be obtained from the property of suggestedplatform in the
instances of product and the platforms can be merged together
from the property suggestedmerge in the instances of platform.
There is a SWRL rule tab in Protégé-OWL to support the
SWRL edition. The SWRL editor itself has no inference capabili-
ties since it simply allows users to edit SWRL rules and save and
load them to and from OWL knowledge bases but Protégé SWRL
factory mechanism is used in the SWRL editor to integrate an
existing rule engine such as Jess rule engine with the SWRL
editor 42. The Jess system consists of a rule base, a fact base,
and an execution engine. The execution engine matches facts in
the fact base with rules in the rule base and asserts the new facts
into the fact base or executes java functions 42. The Jess rule
engine helps to run SWRL rules interactively to create new OWL
concepts and inserts them into an OWL knowledge base. SWRL
also has built-ins for comparisons, math, Boolean values, strings,
date, etc., that expand its expressive power. There have been some
applications of SWRL and Jess rule engine. Fernandes et al. 43
created a people ontology, a project ontology, a functional basis
ontology, and a design ontology and used SWRL and Jess rule
engine to generate design recommendation. Kim et al. 44 repre-
sented assembly design constraints in the Active Semantic Docu-
ment AsD ontology by using OWL and SWRL, which can cap-
ture assembly and joining intents.
In our research, after we built up the SWRL rules in the ontol-
ogy, the Jess rule engine can be used in the SWRL rule tab to
reason out more information such as which platform can be
merged, etc.
4 Case Study
Water coolers Fig. 7 are devices that can cool down water and
dispense water to consumers. There are various types of water
coolers to satisfy customers’ requirements. The components con-
sidered for the water cooler are fan, heat sink, thermoelectric
cooler TEC, power supply, chassis, plumbing, reservoir, insula-
tion, and fascia the coverings. It is assumed that there are five
water coolers for a manufacturer and the manufacturer wants to
find out whether the platform-based product development strategy
will bring more benefits to the company. This water cooler family
was discussed in Martin and Ishii 24. Here, this example is used
to demonstrate our methods.
The results of completing Phase I and Phase II QFD are shown
in Table 1 and Table 2, respectively. The values in the cells are
normalized values. The CVs are obtained by matrix multiplication
and the total values of components are calculated by summing up
the CVs in individual products, shown in Table 3. The redesign
efforts are estimated and shown in Table 4. The redesign efforts
consider engineering-related costs such as material cost, process
cost, tooling cost, assembly cost, etc. The values in Table 4 are the
Table 3 Component values
Fan Heat sink TEC Power supply Chassis Plumbing Reservoir Insulation Fascia
Product 1 0.14 0.05 0.08 0.15 0.18 0.12 0.18 0.03 0.08
Product 2 0.18 0.10 0.10 0.17 0.12 0.10 0.11 0.04 0.09
Product 3 0.09 0.10 0.07 0.05 0.18 0.14 0.24 0.04 0.09
Product 4 0.11 0.07 0.08 0.08 0.25 0.09 0.14 0.04 0.15
Product 5 0.17 0.05 0.07 0.14 0.27 0.04 0.06 0.03 0.18
Total CV 0.69 0.37 0.40 0.58 1.00 0.48 0.73 0.18 0.59
Table 4 Redesign effort matrix
EAs
Component
TEC Power supply Chassis Plumbing Reservoir Insulation FasciaFan Heat sink
Cool down time 3 6 3 1 6 1 6
Water temperature
Cold water volume 9
Power consumption 1 3 3
Width 6 6
Height
Depth 6 6
Volume flow rate 9 1
MTBF 1 1 1 1 1 1 1 1 1
Sum 7 7 7 5 13 10 17 2 19
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relative redesign efforts, comparing to the component’s original
costs Table 5. The required information is extracted from the
database through central and local ontology by reasoning mecha-
nisms. For example, the component information comes from the
design department and the EA information comes from the manu-
facturing department. One local ontology is built here to record
the data structure of the data source in the design department and
the other local ontology is used for the manufacturing department
data source. Then, a central ontology is developed to describe the
information of these two local ontologies and the information is
used to locate the data source and form the data query sentence.
The information is the data structure of each local ontology such
as which tables are in the data sources and what is stored in each
table of the database. The central ontology saves the information
location and which is the corresponding local ontology. These
ontologies can be built following the steps outlined in Sec. 3.1.1.
The platform components are determined by considering TCVs
and redesign efforts. The platform is composed by the compo-
nents with less value-added components 15 and less redesign
efforts 24. Based on these two criteria, the component insulation
is selected as a platform component. Component insulation is to
provide reliable thermal protection to the water coolers, allowing
it to cool down or heat up the water in the bottle. One parameter
that describes component insulation is thickness. The products in
the family have different thickness values and clustering ap-
proaches are applied to the subgroup of insulation component in-
stances to find one representative instance for products in this
subgroup. The insulation thickness values of these five coolers are
shown in Table 6. Based on K-means approach with k=2 which
indicates there are two platforms corresponding to component in-
sulation, the insulation component instances in five products are
grouped into two clusters with values equal to 1.72 mm and 4.17
mm, respectively. The first group includes products 1–3 and the
second group includes products 4 and 5. The products in these two
subgroups will be derived based on these two insulation thickness
values.
After the platforms are formed initially, the ontology and the
SWRL rules built in Sec. 3.2.2 are used to verify whether the
identified platforms are correct and whether they can be merged
into one platform. For example, insulationA is identified to form a
platform but it is dismissed. Then, the first SWRL rule can help it
to be identified and represent it in the suggested platform slot of
products that use insulationA. Another example to consider is that
when insulationA is identified as platform 1, plumbing2 is identi-
fied as platform 2 and these two platforms are both used by three
same products, water coolers 1–3. In this case, one single platform
instead of two is preferred and the single platform consists of
insulation and plumbing2.
5 Contributions and Future Work
In this paper, an ontology-based multiplatform identification
method is put forward to overcome the drawbacks of the single
platform strategy. The four-step platform identification procedure
is applied to determine the platform structure and the ontology
model is to provide data to support these four steps. The ontology
model helps to integrate the required data from multiple data re-
positories through querying and extraction. Furthermore, an
ontology-based reasoning mechanism is applied to verify the ap-
propriateness of the determined platform structure and determine
the potential platform coalition. In summary, the application of
ontology knowledge provides a way to manage and integrate a
large amount of information related to engineering design espe-
cially for product family design.
Product performance has been given less attention in this paper,
although performance loss in individual products is known to oc-
cur when there is component sharing. Therefore, future research
will focus on avoiding or reducing the performance loss by indi-
vidually designing nonplatform components. The product optimi-
zation techniques could, then, specify products with performance
as close as desired. In addition, determining how to simulta-
neously take various specific requirements for individual products
into consideration will be a great challenge in future research.
Our research emphasizes the implementation of a bottom-up
strategy to redesign a set of existing products. Different than the
single platform strategy, a larger product family size can be sup-
ported by the multiplatform strategy. It is anticipated that the mul-
tiplatform strategy would help reduce the performance compro-
mise while sharing some common product features and satisfying
the variety needs. The method is conducted based on the informa-
tion of existing products, i.e., the clustering analysis is on the
similarity of the existing products. Therefore, the method is not
applicable for new product development if there are no modifica-
tions of the proposed method. Modifications to consider new
product development are an area for future research.
In this paper, we use the water cooler example developed by
Martin and Ishii 23,24 as an illustrative case study. Our method
studies the water cooler example from a different perspective, i.e.,
the application of ontology in multiplatform identification. Com-
parisons to Martin and Ishii’s results with our method can only be
performed at a theoretical level at this point. For instance, the
multiplatform strategy can reduce the performance loss of indi-
vidual products since the platform is only shared by a subset of
the product family. Comparisons on characteristics, such as costs,
customer satisfaction, etc., are not feasible without a real case
study supported with data from a manufacturer. Our future work
will seek to conduct such a study to verify the advantages of our
multiplatform strategy over single platform strategies. While the
use of ontologies is growing, it is still relatively new. There is no
standard for ontology model development so that different ontolo-
gies with different structures in the same field may emerge and
lead to complexity during implementation. For product family de-
sign, multiple products are considered at the same time and com-
plexity increases as more entities are included and more relation-
ships are needed.
Finally, while our method improves information representation
and data reasoning and provides the flexibility needed to support
product variety and minimize performance losses, the potential
benefits of using ontology and multiplatform strategy present
many future research opportunities that could impact engineering
design, manufacturing, and lend insights into advances for the use
of such approaches in other applications that address complex
problem solving.
Table 5 Redesign rating
Redesign rating Description
9
Requires major redesign of the component 50% of
initial redesign costs
6 Requires partial redesign of component 50%
3 Requires numerous simple changes 30%
1 Requires few minor changes 15%
Table 6 Insulation thickness
Product
Thickness
in.
1 3/64
2 1/16
3 3/32
4 5/32
5 11/64
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