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Introducción
En	este	documento	podrás	encontrar	ejemplos	prácticos	relacionados	con	Linked	Data.
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Caso	de	aplicación	de	Linked	Data:	The
Open	University
"The	Open	University"	(La	Universidad	Abierta)	es	una	universidad	de	Gran	Bretaña	que
imparte	sus	estudios	a	distancia.	Tiene	una	filosofía	de	apertura	a	las	personas,	métodos	e
ideas.	La	mayoría	de	sus	cursos	no	tienen	requisitos	formales	de	acceso	y	ofrecen	una	gran
cantidad	de	material	abierto	para	su	consulta	de	forma	gratuita.
Proponemos	este	caso	de	aplicación,	ya	que	la	universidad	proporciona	una	página	web	en
la	que	podemos	realizar	consultas	a	su	base	de	datos	construida	bajo	los	principios	de
Linked	Data.	En	la	portada	nos	encontramos	con	la	opción	de	echar	un	vistazo	rápido	a
entidades	de	las	que	ya	conozcamos	su	identificador,	el	acceso	a	los	datasets	y	la	licencia
Creative	Commons	de	los	datos,	junto	con	la	imagen	en	la	que	reconocen	que	cumplen	con
las	5	estrellas	del	modelo.
A	la	derecha	encontramos	un	menú	con	las	siguientes	opciones:
Datasets.	Podremos	acceder	al	listado	de	todos	los	datasets.
SPARQL	Query.	Para	realizar	consultas	SPARQL	en	los	datos.
Changelog.	Novedades	introducidas	en	la	plataforma	a	lo	largo	del	tiempo.
Downloads.	Descarga	de	datasets	en	formato	RDF/XML.
Documentation.	Guías	de	cómo	usar	la	página	y	consultas	SPARQL	de	ejemplo.
Contacts.	Equipo	encargado	del	mantenimiento	de	la	página.
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Ejemplos	de	consultas	SPARQL
Cursos	de	español	disponibles	en	Alemania
PREFIX	rdfs:	<http://www.w3.org/2000/01/rdf-schema#>	
SELECT	?c	?l	WHERE	{	
?c	<http://purl.org/dc/terms/subject>	<http://data.open.ac.uk/topic/spanish>	.	
?c	rdfs:label	?l	.	
?c	<http://data.open.ac.uk/saou/ontology#isAvailableIn>	<http://sws.geonames.org/29210
44/>	}
Podemos	ver	como	en	topic	seleccionan	"spanish",	que	define	la	materia,	y	la	última	línea
indica	que	los	cursos	estén	disponibles	en	Alemania	a	través	de	un	URI	de	localización.
Cualquier	material	que	contenga	la	palabra	"learning"
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PREFIX	mlo:	<http://purl.org/net/mlo/>	
SELECT	?thing	?description	
FROM	<http://data.open.ac.uk/context/openlearn>	
FROM	<http://data.open.ac.uk/context/podcast>	
where	{	
				?thing	<http://purl.org/dc/terms/description>	?description	.	
				FILTER	EXISTS	{	
								{	?thing	a	<http://data.open.ac.uk/openlearn/ontology/OpenLearnUnit>	}	
								UNION	
								{	?thing	a	<http://data.open.ac.uk/podcast/ontology/VideoPodcast>	}	
				}	.	
				FILTER	regex(str(?description),	"learning",	"i"	)	
}
Busca	el	término	"learning"	(especificado	en	la	última	línea)	en	cualquier	podcast	y	material
openlearn.
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De	Data	a	Linked	Data
A	continuación	vamos	a	seguir	un	tutorial	paso	a	paso	para	convertir	un	archivo	de	datos	de
una	hoja	de	cálculo	en	datos	relacionados	como	Linked	Data.
1.	Fichero	de	datos	de	partida
En	la	imagen	tenemos	los	datos	a	modelar.	El	archivo	lo	podéis	descargar	aquí.	Podemos
ver	como	tenemos	a	una	serie	de	directores	y	películas,	todos	identificados	con	un	ID	y	otra
columna	en	la	que	tenemos	las	relaciones	entre	ellos.	Nuestro	objetivo	es	crear	un	enlace
semántico	para	que	una	máquina	pueda	conocer	las	relaciones	y	enlazarlas	con	entidades
de	fuentes	externas	para	convertir	la	información	en	Linked	Data.
2.	Diagrama	de	entidades
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En	este	diagrama	podemos	ver	cómo	pretendemos	relacionar	los	datos.	Cada	ID	del
Director	estará	relacionado	con	su	nombre,	los	ID	de	las	películas	que	ha	dirigido	y	la	URI
que	se	refiere	a	la	misma	persona	en	DBpedia.	Por	su	parte,	cada	ID	de	Película	estará
relacionado	con	su	título	y	con	la	URI	que	se	refiere	a	la	película	en	DBpedia.
3.	Preparación	del	entorno
Para	lograr	nuestro	objetivo,	utilizaremos	Google	Refine.	Ésta	es	una	poderosa	herramienta
para	limpiar	y	unificar	nuestros	datos	en	distintos	formatos.	Para	poder	exportarlos	a	RDF,
necesitaremos	instalar	una	extensión	llamada	RDF	Refine.	Primero	descargaremos	e
instalaremos	Google	Refine	desde	su	página	de	descargas	(elegiremos	la	correspondiente
a	nuestro	sistema	operativo).	Luego,	procederemos	a	descargar	RDF	Refine.	Extraemos	la
carpeta	que	viene	comprimida	y	la	movemos	a	la	carpeta	"extensions"	situada	en	el
directorio	de	instalación	de	Google	Refine.	Con	esto	ya	tendremos	preparado	el	entorno	con
el	que	vamos	a	trabajar.
Abrimos	Google	Refine.	Comprobamos	que	estén	marcados	"Create	Project"	y	"This
Computer"	y	hacemos	click	en	examinar	para	buscar	nuestro	archivo	con	los	datos.
Después	pulsamos	en	el	botón	"Next".
4.	Creando	el	proyecto
Indicamos	que	ignore	las	tres	primeras	líneas	que	no	contienen	datos.	También	que	no
almacene	las	filas	ni	las	celdas	en	blanco,	tal	y	como	aparece	en	la	siguiente	imagen.
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Por	último,	pulsamos	en	"Create	Project"	arriba	a	la	derecha.
5.	Preparando	los	datos
Si	hacemos	click	en	la	flechita	al	lado	del	nombre	de	cada	columna,	podremos	eliminar	las
columnas	que	están	en	blanco.
También	podremos	cambiar	el	nombre	de	la	columna	que	queramos	para	clarificar.
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6.	Enlazando	con	DBpedia
Para	enlazar	los	datos	con	fuentes	externas	como	DBpedia,	necesitamos	añadir	un	servicio
de	conciliación.	Esto	será	un	enlace	a	una	web	que	nos	permita	realizar	consultas	SPARQL
en	los	datos	que	queremos	conciliar.	En	el	caso	de	DBpedia	en	español	será
http://es.dbpedia.org/sparql.
Para	añadirlo,	pulsamos	en	el	botón	RDF	arriba	a	la	derecha,	"Add	reconciliation	service"	y
"Based	on	SPARQL	endpoint".
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Le	ponemos	un	nombre	(DBpedia),	le	añadimos	la	URL	a	la	web	de	consulta	SPARQL	y
elegimos	como	tipo	"Virtuoso".
Ahora	en	la	columna	"Nombre	Director",	en	el	menú	desplegable	elegimos	"Reconcile"	y
"Start	reconciling..."	para	comenzar	a	relacionar	los	datos	con	las	URI	de	DBpedia.
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Elegimos	que	busque	similitudes	con	entidades	de	tipo	"foaf:Person"	y	pulsamos	"Start
Reconciling".
Como	vemos,	prácticamente	no	habrá	encontrado	ninguna	coincidencia.	Con	la	DBpedia	en
inglés	es	más	eficaz,	pero	la	española	no	recoge	bien	los	acentos	por	ejemplo.	Así	que	le
ayudaremos	a	relacionar	los	datos.
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Pulsamos	en	"Search	for	match"	para	cada	hallazgo	(porque	si	elegimos	alguno	de	los	que
nos	vienen,	probablemente	enlazará	a	una	página	en	blanco)	y	buscamos	el	nombre	del
director	sin	acentos.	Elegiremos	el	enlace	que	aparecerá	de	la	DBpedia	española	(empieza
por	"es").
Una	vez	los	tengamos,	es	posible	pulsar	en	cada	nombre	para	comprobar	que	nos	lleva	a	la
página	correcta	de	la	DBpedia	en	español.
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Ahora	añadiremos	una	nueva	columna	con	los	enlaces	de	las	entidades	a	la	DBPedia.	Para
ello,	pulsamos	en	la	flecha	al	lado	de	"Nombre	Director"	y	seleccionamos	"Edit	column"	->
"Add	column	based	on	this	column...".
Le	ponemos	el	nombre	que	queramos	y	en	expresión	escribiremos	"cell.recon.match.id"
para	que	reconozca	los	enlaces	de	cada	director.	Esto	es	una	expresión	GREL,	que	hace
referencia	al	valor	reconciliado	de	la	celda	en	cuestión.	En	las	expresiones	GREL	pueden
emplearse	diversas	variables.	Ya	podemos	pulsar	en	"OK".
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Como	vemos	en	la	imagen,	nos	aparecerá	la	nueva	columna.
Ahora	haremos	lo	mismo	con	las	películas,	con	la	columna	"Titulo	Película".	En	este	caso,
elegiremos	la	opción	"Reconcile	against	no	particular	type",	ya	que	no	reconoce	la	ontología
"Film"	de	la	DBpedia	en	español,	sólo	la	que	está	en	inglés.
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Como	en	el	caso	de	los	directores,	podremos	conciliar	los	datos	manualmente.	Buscaremos
el	nombre	de	la	película	en	español,	sin	acentos.	También	comprobaremos	que	nos	lleve	a
los	enlaces	correctos	de	la	DBpedia	en	español.
Una	vez	tengamos	todas	las	películas	enlazadas	tendremos	algo	como	lo	que	se	muestra
en	la	siguiente	imagen.
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Creamos	ahora	la	nueva	columna	con	las	URI	como	ya	hicimos	con	"Nombre	Director".
7.	Completando	y	exportando	el	RDF
A	continuación	editaremos	el	esqueleto	del	RDF	para	indicar	la	relación	entre	nuestras
columnas.	Para	ello,	vamos	al	menú	"RDF"	arriba	a	la	derecha	y	pulsamos	en	"Edit	RDF
Skeleton".
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Pulsamos	en	"(row	index)	URI"	y	elegimos	"ID",	que	es	el	ID	de	los	directores.
En	"add	rdf:type"	le	añadimos	el	tipo	"foaf:person".
A	continuación	estableceremos	las	propiedades.	La	primera	será	"foaf:name"	que	apuntará
a	las	celdas	de	"Nombre	Director".	Así	enlazamos	cada	ID	con	su	nombre.
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Pulsamos	en	"URI	DBpedia	del	Director	cell"	y	arriba	a	la	derecha	indicamos	que	el
contenido	es	"as	a	URI"	para	que	lo	trate	como	tal.
Le	ponemos	la	propiedad	"owl:sameAs".	Así	le	estamos	indicando	que	nuestro	director	es	el
mismo	que	el	que	aparece	en	esa	URI	de	la	DBpedia.	Borramos	el	resto	de	propiedades	sin
definir.	Nos	quedará	algo	como	lo	que	vemos	en	la	siguiente	imagen.
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A	continuación	pulsamos	en	"Add	anothe	root	node"	abajo	a	la	izquierda	y	seleccionamos
"ID2"	para	hacer	lo	propio	con	las	películas.
Le	ponemos	la	propiedad	"foaf:name"	apuntando	a	la	columna	"Titulo	Pelicula"	y	la
propiedad	"owl:sameAs"	apuntando	a	la	columna	con	las	URI	de	DBpedia	de	forma	similar	a
los	directores.
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Añadiremos	un	último	"root	node"	para	definir	la	relación	entre	los	directores	y	las	películas.
Seleccionamos	"DirectorID"	con	una	propiedad	que	apuntará	a	"TituloID".
La	propiedad	que	nos	interesa	es	"dbpedia-owl:director"	que	no	está	definida	por	defecto,
así	que	tendremos	que	incluir	ese	vocabulario.	Para	ello	pulsamos	en	"+add	prefix"	y
ponemos	en	prefix	"dbpedia-owl"	y	en	URI	"http://dbpedia.org/ontology/".	Pulsamos	en	"OK"
y	añadirá	ese	vocabulario	para	que	podamos	usarlo.
Ahora	sí	podremos	definir	la	propiedad	"dbpedia-owl:director"	como	indicamos	en	el
diagrama	al	principio.
A	continuación	editaremos	la	"Base	URI"	para	referenciar	los	distintos	elementos	de
nuestros	datos	de	una	forma	legible.	Así	que	pulsamos	en	"edit"	y	escribimos	la	que
queramos	tomar	como	base,	en	nuestro	ejemplo	"http://ejemplo.org/".	Es	importante	poner
la	barra	"/"	al	final,	porque	si	no,	no	quedarán	bien	referenciados	los	enlaces.
Para	que	cada	entidad	siga	un	patrón	de	referencia	en	la	URI,	tendremos	que	configurarlo.
Para	ello,	pulsaremos	primero	en	"ID	URI".
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Editaremos	el	apartado	en	el	que	pone	"value",	ya	que	esto	sólo	pondrá	en	la	URI	el	ID.	En
"Expression"	podríamos	poner	"'director/'	+	value".	Esto	indicaría	en	cada	URI	que	se	trata
de	un	director	y	añadiría	su	ID.	El	problema	es	que	nos	pone	algunas	filas	vacías.	Para
solucionarlo,	pondremos	una	condición	de	que	sólo	haga	esto	en	las	filas	que	no	estén
vacías:	"if	(value	==	'',	null,	'director/'	+	value)".
Tendremos	ahora	que	hacer	lo	mismo	con	"ID2	URI"	para	las	películas.	Esta	vez	si	bastará
con	poner	en	la	expresión	"'film/'	+	value".
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No	debemos	olvidarnos	de	"DirectorID"	y	"TituloID".
En	"DirectorID"	podremos	poner	ahora	"'director/'	+	value"	sin	problemas.
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En	"TituloID"	pondremos	lo	mismo	que	en	"ID2".
Si	nos	damos	cuenta,	"TituloID"	no	está	configurado	como	URI,	así	que	tendremos	que
cambiarlo.	Pulsamos	en	"TituloID"	y	seleccionamos	"URI"	arriba	a	la	derecha.
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Ya	tendremos	nuestro	RDF	listo.	Podremos	ver	cómo	quedará	en	la	pestaña	"RDF
Preview".
Por	último,	podremos	exportarlo	en	el	menú	"Export"	arriba	a	la	derecha	en	formato	Turtle	o
RDF/XML.
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Con	esto	termina	el	tutorial,	ya	hemos	convertido	nuestros	datos	en	Linked	Data.
Enlace	al	fichero	con	formato	Turtle.	Haz	click	derecho	en	el	mismo	y	pulsa	en	"Guardar
enlace	como".
Fuente:	https://www.youtube.com/watch?v=XdpzmGxA33U
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Ejemplo	de	microformato
Según	el	W3C,	los	microformatos	son	"conjuntos	de	formatos	de	datos	abiertos	y	simples,
desarrollados	sobre	estándares	ya	existentes,	ampliamente	adoptados,	incluyendo	XHTML
(HTML	y	XML)	y	CSS.".	Se	utilizan	para	incluir	fichas	de	contenido	semántico	sobre
distintas	cuestiones,	ya	sean	eventos,	localizaciones,	tarjetas	de	visita...	etc.
En	este	capítulo	veremos	cómo	pueden	ser	útiles	los	microformatos	con	el	ejemplo	de
Google	Recipe	y	cómo	utilizar	la	herramienta	"Structured	Data	Testing	Tool"	de	Google	para
comprobar	si	una	página	está	anotada	con	microformatos,	microdatos	o	RDFa.
Google	Recipe
Si	realizamos	cualquier	búsqueda	en	Google,	veremos	las	opciones	de	búsqueda	que
tenemos.	Podemos	ver	en	la	imagen	cómo	podemos	buscar	en	las	páginas	web,	en
imágenes,	en	vídeos,	en	noticias,	en	libros,	en	mapas,	en	compras,	en	vuelos	o
aplicaciones.
Además	de	eso,	podemos	filtrar	las	búsquedas	por	país,	idioma,	fecha	o	ubicación.
Sin	embargo,	ninguna	de	estas	opciones	utiliza	la	semántica.	La	mayoría	buscan	en	el
contenido	de	las	páginas	web,	los	libros,	los	títulos	y	descripciones	de	vídeos	e	imágenes...
La	fecha	y	la	ubicación	también	quedan	almacenadas	en	el	servidor.
Ejemplo	de	microformato
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A	continuación,	visitaremos	la	página	que	muestra	las	funcionalidades	de	Google	Recipes.
Aquí	podremos	ver	un	vídeo	y	una	serie	de	descripciones	que	nos	explican	que	podemos
realizar	una	búsqueda	de	recetas	filtrando	por	ingredientes,	tiempo	de	preparación	o
calorías.	Esto	es	posible	gracias	a	que	la	página	web	que	contiene	la	receta	debe	contener
a	su	vez	un	microformato	con	un	vocabulario	concreto	en	el	que	queden	reflejados	esos
datos.
Ahora	realizaremos	una	búsqueda	de	ejemplo.	Si	pulsamos	en	el	link	de	la	página	anterior,
puede	ser	que	nos	salga	el	mensaje:	"La	opción	de	búsqueda	seleccionada	no	se	encuentra
disponible	actualmente".	Si	ese	es	el	caso,	accederemos	a	la	búsqueda	de	ejemplo	desde
aquí	(el	dominido	debe	der	.com	y	el	idioma	"en"	para	que	podamos	acceder	a	esta
funcionalidad).
Buscamos	el	término	"moussaka"	y	nos	aparecen	distintas	recetas.	Si	pulsamos	en
"Ingredients"	podemos	indicar	qué	ingredientes	queremos	que	utilice	la	receta	y	cuales	no,
lo	cuál	es	muy	útil	para	alérgicos,	intolerantes	o	simplemente	tenemos	los	ingredientes
justos.	Eliminamos	por	ejemplo	los	resultados	que	contengan	vino	tinto	(Red	wine)	y	yogurt
(Yoghurt).	Prestad	atención	al	segundo	enlace	que	vemos	en	la	imagen	porque	lo	usaremos
en	el	apartado	siguiente.
Ejemplo	de	microformato
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También	podremos	indicar	el	tiempo	de	elaboración	que	necesita	el	plato.
Incluso	el	número	de	calorías	aproximado	que	contiene.
Esto	es	gracias	a	que	el	buscador	de	Google	no	está	buscando	ya	sólo	en	el	contenido	de
la	página,	sino	en	el	microformato	que	alguien	ha	incluido	en	ésta.	Veremos	exactamente
cómo	es	ese	microformato	en	el	apartado	siguiente.
Visualizar	el	microformato	de	una	página
Ejemplo	de	microformato
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Para	comprobar	si	una	página	web	contiene	un	microformato	y	además	visualizarlo	con	una
estética	amigable,	podemos	utilizar	la	herramienta	"Structured	Data	Testing	Tool"	de
Google.	El	funcionamiento	es	muy	sencillo,	a	la	derecha	pegamos	el	código	fuente	de	la
página	web	o	la	URL	y,	después	de	analizarlo,	nos	aparecerá	el	microformato	extraído	a	la
derecha.
Pulsamos	en	"Obtener	la	URL"	y	ponemos	la	dirección
"http://www.bbc.co.uk/food/recipes/moussaka_6812",	que	es	uno	de	los	resultados	que	nos
aparecieron	antes.	Pulsamos	ahora	en	"Obtener	y	validar".
Veremos	como	a	la	derecha	nos	aparece	el	microformato	en	una	tabla	fácilmente	legible.
Podemos	ver	como	el	formato	se	llama	"hrecipe".	En	la	tabla	aparece	el	nombre,	el
resumen,	un	enlace	hacia	una	foto...	Y	muchos	más	datos	sobre	la	receta.	En	la	imagen
también	se	pueden	ver	dos	etiquetas	interesantes	que	indican	que	no	contiene	cacahuetes
ni	marisco	respectivamente	(muy	útil	para	alérgicos).
Ejemplo	de	microformato
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Más	abajo	podremos	ver	también	cada	uno	de	los	ingredientes	que	componen	la	receta.	Así
que	ya	sabemos	cómo	la	búsqueda	anterior	en	Google	podía	discriminar	entre	los	distintos
ingredientes.
Ejemplo	de	microformato
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Para	que	estos	microdatos	sean	útiles,	es	fundamental	que	el	conjunto	de	creadores	de
contenido	web	sean	conscientes	de	la	importancia	de	incluir	los	microformatos	usando	un
vocabulario	estándar	(en	este	caso	para	las	recetas	el	que	aparece	aquí)	y	rellenar	todos
los	datos	necesarios.	Por	ejemplo,	si	no	incluimos	el	número	de	calorías	aproximado,	los
buscadores	que	utilicen	ese	criterio	como	filtro	eliminarán	nuestro	contenido	de	su	resultado
de	búsqueda.
Actualización	[Noviembre	2015]
Actualmente,	"Google	Recipes"	ha	dejado	de	funcionar	como	tal.	Sin	embargo,	aún
podemos	comprobar	como	Google	hace	uso	de	microformatos	para	refinar	la	búsqueda	de
blogs	y	patentes.
Blogs
Para	restringir	una	búsqueda	a	las	entradas	de	los	blogs,	únicamente	tenemos	que	añadir	la
cadena	"&tbm=blg"	al	final	de	la	dirección	de	búsqueda	de	Google.	Por	ejemplo:
https://www.google.es/#q=microformatos&tbm=blg
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Podemos	comprobar	que	si	pulsamos	en	"Herramientas	de	búsqueda"	aparece	una	nueva
opción:
Así	podemos	restringir	la	búsqueda	a	las	portadas	de	los	blogs	o	a	cualquier	entrada	de
éstos.
Patentes
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Podemos	poner	otro	ejemplo,	esta	vez	relacionado	con	las	patentes.	Únicamente
tendremos	que	añadir	la	cadena	"&tbm=pts"	si	queremos	que	busque	esa	palabra	entre	las
patentes	registradas.	Por	ejemplo:
https://www.google.es/#q=fregona&tbm=pts
Vemos	que	esta	vez	en	"Herramientas	de	búsqueda"	tenemos	aún	más	opciones:
Por	ejemplo,	podemos	elegir	entre	distintos	tipos	de	patentes.
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Ejemplos	de	vocabularios	útiles
Los	vocabularios	se	utilizan	para	estandarizar	las	referencias	a	ciertos	elementos.	Así,	si
por	ejemplo	todo	el	mundo	referencia	dentro	de	un	HTML	el	nombre	de	una	persona	de	la
misma	forma	con	una	palabra	clave,	los	buscadores	y	motores	podrán	programarse	para
clasificar	ese	nombre	como	el	de	una	persona.	Proporcionando	así	semántica	a	los	datos.
En	este	capítulo	veremos	algunos	de	los	vocabularios	más	utilizados	referenciados	por
schema.org	y	la	W3C.
schema.org
Schema.org	proporciona	una	colección	de	"esquemas"	(o	vocabularios)	que	los	creadores
de	contenido	web	pueden	usar	en	las	marcas	HTML	y	que	van	a	ser	reconocidos	por	la
mayoría	de	los	buscadores	(por	ejemplo	Bing,	Google,	Yahoo!	y	Yandex	que	utilizan	los
vocabularios	de	este	sitio).
El	sitio	web	es	muy	simple.	En	la	pestaña	de	"Documentation"	tenemos	una	introducción
que	nos	explica	cómo	usar	esos	esquemas	y	en	la	pestaña	"Schemas"	podemos
encontrarlos	todos.	Vamos	a	ver	como	ejemplo	los	esquemas	"Person"	(para	personas
físicas),	"Movie"	(para	películas)	y	"Restaurant"	(para	restaurantes).
Person
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Como	podemos	ver	en	la	imagen,	Person	deriva	de	Thing	(cosa).	Se	utiliza	para	personas
vivas,	fallecidas	o	personajes	de	ficción.	Tenemos	una	tabla	con	tres	columnas.	En	la
primera,	"Property",	tenemos	el	nombre	de	la	propiedad	(el	que	debemos	poner	en	la	marca
HTML).	En	la	segunda,	"Expected	Type",	nos	indica	el	tipo	de	dato	que	debemos	asignar	a
esa	propiedad	(ya	sea	un	texto,	una	fecha,	un	lugar...).	Por	último,	en	la	columna
"Description"	nos	muestra	una	corta	descripción	sobre	a	qué	se	refiere	la	propiedad.
Las	propiedades	están	ordenadas	por	orden	alfabético.	Podemos	ver	en	la	captura	por
ejemplo	como	están	"address"	(para	la	dirección	física	de	la	persona),	"birthDate"	(para	la
fecha	de	nacimiento)	o	"children"	(que	se	relaciona	con	otras	personas	e	indica	que	son
hijos	o	hijas	de	ésta).
Más	abajo,	en	la	misma	tabla,	podemos	ver	las	propiedades	que	hereda	o	comparte	con
"Thing".	Así,	"name"	(nombre)	o	"url"	son	propiedades	que	tienen	el	mismo	nombre	para
todas	las	cosas.
Ejemplos	de	vocabularios	útiles
36
Una	vez	acabada	esta	tabla,	tenemos	otra	distinta.	Ésta	no	indica	las	propiedades	de
"Person",	sino	las	propiedades	de	otros	esquemas	que	tienen	como	tipo	de	datos	la
referencia	a	una	persona.	Así,	tenemos	el	nombre	de	la	propiedad,	en	qué	esquema
aparece	y	una	descripción.	Por	ejemplo,	podemos	ver	"author"	(autor)	que	aparece	en
"CreativeWork"	(trabajo	creativo).
Por	último,	si	nos	vamos	al	final	de	la	página,	veremos	varios	ejemplos	de	aplicación.
Podremos	ver	cada	ejemplo	únicamente	en	HTML,	etiquetado	con	microdatos,	en	RDFa	y
en	formato	JSON-LD.	Lo	cual	resulta	extremadamente	útil,	porque	se	puede	comprobar	de
un	vistazo	cómo	se	aplica	este	esquema	en	la	práctica.
Por	ejemplo	en	la	imagen	de	arriba	tenemos	en	HTML	la	ficha	de	datos	de	una	profesora,
con	su	correo	electrónico,	su	web	y	dos	estudiantes	suyos	graduados.	En	la	siguiente
imagen	veremos	cómo	se	podría	conseguir	aplicar	el	esquema	"Person"	a	estos	datos	para
que	puedan	ser	analizados	semánticamente	por	un	buscador.
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La	aplicación	del	esquema	es	bastante	sencilla.	Únicamente	tenemos	que	definir	al	principio
con	"itemscope	itemtype"	el	esquema	al	que	nos	estamos	refiriendo.	Luego,	solamente
tenemos	que	poner	"itemprop=Nombre_Propiedad"	en	la	etiqueta	donde	está	contenido	el
dato	que	queremos	identificar	como	propiedad.	Tenemos	más	información	en	la
documentación	de	schema.org.
Movie
Este	esquema	se	utiliza	para	las	películas.	Vemos	que	hereda	las	propiedades	de
"CreativeWork",	que	a	la	vez	comparte	las	de	"Thing".	Tiene	muy	pocas	propiedades
exclusivas	de	su	tipo,	ya	que	la	mayoría	son	compartidas.	Tenemos	"actor",	"director"	y
"musicby"	para	señalar	a	las	personas	que	han	participado	en	la	película.
"productionCompany",	que	indica	la	compañía	que	la	ha	producido.	También	tenemos
"trailer"	que	como	vemos	es	de	tipo	"VideoObject",	es	decir,	enlazará	a	un	objeto	tipo	vídeo
que	contendrá	el	tráiler	de	la	película.	Por	último,	vamos	a	señalar	"duration",	que	indica	la
duración	de	la	película.	La	peculiaridad	de	esta	propiedad	es	que	nos	indica	que	debe
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expresarse	en	formato	"ISO	8601	date	format".	Éste	es	un	estándar	internacional	para
fechas	y	tiempos.	Si	pulsamos	en	el	enlace	nos	lleva	a	una	página	en	Wikipedia	donde	nos
enseña	a	usarlo.
Abajo	de	la	página	del	esquema	volvemos	a	encontrar	algunos	ejemplos	de	aplicación.
Restaurant
El	esquema	"Restaurant"	tiene	una	característica	que	no	habíamos	visto	antes,	y	es	que	no
tiene	ninguna	propiedad	propia.	Hereda	las	propiedades	de	"FoodEstablishment"
(Establecimiento	de	comida),	que	a	su	vez	hereda	de	"LocalBusiness"	(Comercio	local),
"Place"	(Lugar)	y	"Thing"	(Cosa).	Simplemente	si	todas	las	propiedades	pensadas	para	un
restaurante	se	pueden	aplicar	también	a	cualquier	establecimiento	de	comida,	no	hay
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necesidad	de	repetirlas.	Se	crea	el	esquema	para	tener	una	referencia	específica	para	los
restaurantes,	pero	sin	propiedades	inherentes.	Queda	abierta	la	posibilidad	de	que	en	el
futuro	se	agregue	alguna.
También	podemos	observar	como	la	propiedad	"acceptsReservations"	(acepta	reservas)
puede	indicarse	como	texto,	booleano	o	URL.	Si	se	pone	como	texto,	se	pueden	indicar	las
peculiaridades	de	la	reserva.	Un	booleano	es	un	dato	con	dos	valores,	en	este	caso,	sí	o
no.	Por	último,	podemos	indicar	directamente	la	URL	donde	se	realizan	las	reservas.
El	resto	de	información	que	nos	muestra,	es	similar	al	visto	en	los	dos	ejemplos	anteriores.
W3C
El	W3C	(World	Wide	Web	Consortium)	es	una	comunidad	internacional	en	la	que	se	trabaja
para	marcar	los	estándares	de	la	Web.	Tienen	una	página	donde	recomiendan	lo	que
llaman	"Buenas	Ontologías",	ya	que	están	bien	documentadas	y	son	muy	utilizadas.	En	este
apartado	analizaremos	tres	de	ellas:	Dublin	Core,	FOAF	y	SIOC.
Dublin	Core	(DC)
Dublin	Core	es	un	vocabulario	RDFS	sencillo	para	describir	metadatos	genéricos.	Suele
utilizar	los	prefijos	"dc:"	y	"dcterm:".	Está	dividido	en	dos	vocabularios,	elementos	DC	y
términos	DC.
Elementos	DC
Los	elementos	DC	contienen	15	propiedades.	Las	propiedades	son	contributor,	coverage,
creator,	date,	description,	format,	identifier,	language,	publisher,	relation,	rights,	source,
subject,	title	y	type.	En	esta	página	se	puede	ver	una	descripción	de	cada	una	de	ellas.
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En	la	imagen	podemos	ver	la	ficha	de	la	propiedad	"creator".	Podemos	ver	en	la	definición
que	esta	propiedad	se	refiere	a	la	entidad	primaria	responsable	de	la	creación	de	un
recurso.	Por	ejemplo,	el	autor	de	un	libro	podríamos	etiquetarlo	como	"dc:creator".
Términos	DC
Los	términos	DC	tienen	22	clases	y	55	propiedades.	En	esta	página	podemos	encontrar	la
descripción	de	cada	una	de	las	propiedades.
En	la	imagen	podemos	ver	la	ficha	de	la	propiedad	"language".	Como	su	definición	nos
explica,	indica	el	idioma	en	el	que	se	encuentra	el	recurso.	Si,	por	ejemplo,	el	idioma	de	un
recurso	fuera	el	castellano,	podríamos	ponerlo	en	HTML	así:
	<span	dcterm:language>Castellano</span>	
Friend	Of	A	Friend	(FOAF)
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Friend	Of	A	Friend	es	una	ontología	utilizada	para	describir	personas	y	relaciones	sociales
en	la	Web.	Está	enfocada	básicamente	en	la	presencia	de	las	personas	en	el	mundo	virtual,
con	muchas	propiedades	relaciones	con	su	identidad	y	actividad	online.	No	tiene	nada
sobre	relaciones	familiares	o	direcciones	físicas.	Utiliza	el	prefijo	"foaf:".
Podemos	utilizar	la	herramienta	FOAF-a-Matic	para	crear	un	archivo	que	use	esta	ontología
simplemente	rellenando	un	formulario	con	los	datos.	La	herramienta	generará	la	información
estructurada	y	etiquetada	semánticamente	de	forma	automática.
FOAF	utiliza	19	clases,	44	propiedades	de	objetos	y	27	propiedades	de	tipos	de	datos.
Podemos	ver	una	descripción	de	todo	esto	en	su	especificación.	En	la	siguiente	tabla
tenemos	la	relación	de	clases	y	propiedades.
En	esta	imagen	vemos	la	ficha	de	la	clase	"foaf:Person".	Nos	muestra	las	propiedades	que
tiene,	la	relación	con	la	que	se	usa,	de	qué	es	subclase	y	con	qué	clases	es	incompatible
("Disjoint"	quiere	decir	por	ejemplo	que	un	mismo	individuo	no	puede	ser	"Person"	y
"Project"	al	mismo	tiempo).	Además,	nos	muestra	una	descripción	sobre	a	qué	se	refiere
con	esta	clase.	Podemos	leer	que	representa	a	las	personas,	lo	mismo	si	están	vivas,
fallecidas,	son	reales	o	imaginarias.
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En	la	siguiente	imagen	podemos	ver	la	ficha	de	una	de	las	propiedades	de	"foaf:Person",
que	es	"foaf:workplaceHomepage".	Esta	propiedad	se	refiere	a	la	página	web	del	lugar	de
trabajo	de	la	persona	en	cuestión.	Nos	aparece	el	dominio	y	el	rango.	El	dominio	se	refiere
desde	dónde	tiene	que	partir	una	propiedad	(en	este	caso,	de	una	persona).	Por	el
contrario,	el	rango	se	refiere	a	dónde	tiene	que	apuntar	una	propiedad	(en	este	caso,	a	un
documento).	Incluso	nos	remarca	un	ejemplo	de	uso	donde	podemos	comprobar	como	se
aplica	esta	propiedad	a	una	persona	de	forma	práctica.
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Socially	Interconnected	Online	Communities	(SIOC)
Socially	Interconnected	Online	Communities	es	una	ontología	utilizada	para	describir
comunidades	online	como	foros,	blogs,	listas	de	correo,	wikis,	etc.	Complementa	a	FOAF
haciendo	hincapié	en	la	descripción	de	los	productos	de	esas	comunidades	(posts,
respuestras,	hilos	y	demás).	Utiliza	el	prefijo	"sioc:".
Wordpress	y	Drupal	tienen	un	módulo	que	soporta	esta	ontología.	Puedes	ver	un	listado
completo	de	herramientas	que	la	utilizan	aquí.
SIOC	utiliza	17	clases,	61	propiedades	de	objetos	y	25	propiedades	de	tipos	de	datos.
Podemos	ver	una	descripción	de	todo	esto	en	su	especificación.	En	la	siguiente	tabla
tenemos	la	relación	de	clases	y	propiedades.
A	continuación	en	la	siguiente	imagen	podemos	ver	la	descripción	de	la	clase	"Forum".	Es	la
clase	propia	de	los	foros.	Nos	indica	que	es	subclase	de	"sioc:Container"	(Contenedor),	en
qué	rangos	y	dominios	está	incluido	(explicados	en	el	apartado	anterior).	Además	incluye
una	extensa	descripción	sobre	cómo	son	tratados	los	foros.
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También	vamos	a	ver	un	ejemplo	de	cómo	se	describe	una	propiedad	en	la	especificación.
En	este	caso,	"sioc:administrator_of"	(administrador	de).	La	propiedad	especifica	que	la
cuenta	de	usuario	es	administradora	de	un	sitio	concreto.	Por	eso	el	dominio	es
"sioc:UserAccount"	y	el	rango	es	"sioc:Site".	Además	nos	indica	que	tiene	una	propiedad
inversa,	"sioc:has_administrator".
Por	último	os	proponemos	revisar	el	ejemplo	expuesto	en	su	especificación.	En	este	caso,
se	describe	la	entrada	de	un	blog.
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<sioc:Post	rdf:about="http://johnbreslin.com/blog/2006/09/07/creating-connections-betw
een-discussion-clouds-with-sioc/">
				<dcterms:title>Creating	connections	between	discussion	clouds	with	SIOC</dcterms:t
itle>
				<dcterms:created>2006-09-07T09:33:30Z</dcterms:created>
				<sioc:has_container	rdf:resource="http://johnbreslin.com/blog/index.php?sioc_type=
site#weblog"/>
				<sioc:has_creator>
								<sioc:UserAccount	rdf:about="http://johnbreslin.com/blog/author/cloud/"	rdfs:l
abel="Cloud">
												<rdfs:seeAlso	rdf:resource="http://johnbreslin.com/blog/index.php?sioc_typ
e=user&amp;sioc_id=1"/>
								</sioc:UserAccount>
				</sioc:has_creator>
				<sioc:content>SIOC	provides	a	unified	vocabulary	for	content	and	interaction	descr
iption:	a	semantic	layer	that	can	co-exist	with	existing	discussion	platforms.</sioc:c
ontent>
				<sioc:topic	rdfs:label="Semantic	Web"	rdf:resource="http://johnbreslin.com/blog/ca
tegory/semantic-web/"/>
				<sioc:topic	rdfs:label="Blogs"	rdf:resource="http://johnbreslin.com/blog/category/
blogs/"/>
				<sioc:has_reply>
								<sioc:Post	rdf:about="http://johnbreslin.com/blog/2006/09/07/creating-connecti
ons-between-discussion-clouds-with-sioc/#comment-123928">
												<rdfs:seeAlso	rdf:resource="http://johnbreslin.com/blog/index.php?sioc_typ
e=comment&amp;sioc_id=123928"/>
								</sioc:Post>
				</sioc:has_reply>
</sioc:Post>
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Ejemplo	de	conversor	de	sintaxis	RDF
EasyRDF	es	una	librería	en	lenguaje	PHP	diseñada	para	hacer	sencillo	el	consumo	y	la
producción	de	RDF.
Nos	centraremos	en	una	de	sus	características	que	nos	permite	convertir	entre	distintos
tipos	de	sintaxis	RDF.	Incluso	podemos	hacerlo	directamente	en	la	misma	página	web	de	la
herramienta	a	la	que	accederemos	aquí.
Usaremos	como	ejemplo	el	archivo	generado	en	el	capítulo	anterior.	Este	archivo	lo
generamos	en	formato	Turtle,	así	que	vamos	a	convertirlo	a	formato	RDF/XML.	Para	ello
copiamos	el	contenido	del	archivo	y	lo	pegamos	en	"Input	Data:".	En	"or	URI"	pondremos	la
URI	general	del	archivo,	en	este	caso	"http://ejemplo.org/".	En	"Input	Format:"	pondremos
"Turtle	Terse	RDF	Triple	Language"	y	en	"Output	Format:"	pondremos	"RDF/XML".	Y
pulsamos	el	botón	"Submit".
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Nos	aparecerá	en	la	parte	inferior	el	contenido	del	archivo	convertido	al	formato	RDF/XML.
Si	marcamos	la	casilla	"Raw	output",	en	lugar	de	aparecernos	abajo	el	resultado,	nos
devolverá	directamente	el	archivo	transformado	a	la	nueva	sintaxis.
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Ejemplo	de	parseo	programático	de	RDF
En	este	capítulo	veremos	como	realizar	un	parseo	(transformar	un	texto	de	entrada	en	una
estructura	de	datos	apropiada	para	ser	procesada)	de	un	archivo	RDF	usando	el	lenguaje
de	programación	Python,	que	es	uno	de	los	más	sencillos	de	usar	y	aprender.	Para	ello,
usaremos	la	librería	RDFlib.
1.	Instalación	de	RDFlib
1.1	setuptools
Primero	necesitaremos	instalar	este	paquete.	Para	ello	descargaremos	el	archivo
ez_setup.py	y	lo	ejecutaremos	como	script	de	Python.	Para	ello,	escribiremos	en	una
consola:
Python	ruta_del_archivo/ez_setup.py
1.2	RDFlib
Para	la	instalación	de	esta	librería,	tendremos	ahora	únicamente	que	escribir	lo	siguiente	en
una	consola:
easy_install	rdflib
Hay	que	tener	en	cuenta	que	para	alguno	de	los	dos	comandos	pueden	ser	necesarios
privilegios	de	administrador.	Con	esto	ya	tendremos	todo	instalado.
2.	Parseo	de	un	fichero
Utilizaremos	en	este	caso	el	mismo	archivo	que	en	ejemplos	anteriores,	Peliculas-y-
directores.ttl.	Esta	vez	haremos	un	script	en	Python	que	sea	capaz	de	leer	el	fichero
utilizando	RDFlib.	A	continuación	tenemos	el	código	comentado	que	utilizaremos:
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from	rdflib	import	Graph
g	=	Graph()
g.parse("Peliculas-y-directores.ttl",	format="turtle")
print(len(g))
import	pprint
for	stmt	in	g:
				pprint.pprint(stmt)
En	la	primera	línea	importamos	la	clase	que	almacena	los	grafos	RDF.	En	la	segunda	línea
declaramos	uno	nuevo	y	en	la	tercera	parseamos	el	fichero	para	almacenarlo	en	ese	grafo.
Tendremos	que	indicarle	el	nombre	(o	ruta)	y	el	formato	en	el	que	se	encuentra.	Podremos
parsear	con	RDFlib	los	siguientes	formatos	de	fichero:
Nombre Clase
html StructuredDataParser
hturtle HTurtleParser
mdata MicrodataParser
microdata MicrodataParser
n3 N3Parser
nquads NQuadsParser
nt NTParser
rdfa RDFaParser
rdfa1.0 RDFa10Parser
rdfa1.1 RDFaParser
trix TriXParser
turtle TurtleParser
xml RDFXMLParser
Nosotros	hemos	utilizado	"turtle",	que	es	el	formato	del	que	partía	nuestro	fichero.	Con
"print(len(g))"	imprimirá	por	pantalla	el	número	de	sentencias	turtle	que	tiene	el	fichero	(que
ahora	es	un	grafo	de	Python).	Y	en	el	bucle	del	final,	imprimimos	cada	una	de	ellas.	El
resultado	por	pantalla	será	el	siguiente:
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(rdflib.term.URIRef(u'http://ejemplo.org/director/1'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/MovieDirector'))
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(rdflib.term.URIRef(u'http://ejemplo.org/director/4'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Juan_Antonio_Bayona'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/10'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/8'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/3'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'La	voz	dormida'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/2'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/1'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Alex_de_la_Iglesia'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/2'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/director'),
	rdflib.term.URIRef(u'http://ejemplo.org/film/3'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/3'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/MovieDirector'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/2'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/director'),
	rdflib.term.URIRef(u'http://ejemplo.org/film/10'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/3'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/La_voz_dormida'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/3'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Emilio_Martinez-Lazaro'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/4'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/director'),
	rdflib.term.URIRef(u'http://ejemplo.org/film/9'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/2'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Mientras	duermes'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/5'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/7'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/3'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/Person'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/4'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'El	d\xeda	de	la	bestia'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/8'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
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	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Balada_triste_de_trompeta'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/4'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Juan	Antonio	Bayona'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/4'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/El_dia_de_la_Bestia'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/3'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/2'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Mientras_duermes'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/10'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Solas_(pelicula)'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/2'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Benito	Zambrano'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/5'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Lo_imposible'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/1'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/Person'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/7'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Ocho_apellidos_vascos'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/2'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/Person'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/5'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Lo	imposible'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/5'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/Person'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/3'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Emilio	Mart\xednez-L\xe1zaro'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/5'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Jaume	Balaguer\xf3'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/4'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/Person'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/1'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/1'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/El_otro_lado_de_la_cama'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/5'),
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	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Jaume_Balaguero'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/10'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Solas'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/1'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'El	otro	lado	de	la	cama'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/8'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Balada	triste	de	trompeta'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/5'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/director'),
	rdflib.term.URIRef(u'http://ejemplo.org/film/6'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/7'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Ocho	apellidos	vascos'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/1'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/director'),
	rdflib.term.URIRef(u'http://ejemplo.org/film/4'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/6'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'Fr\xe1giles'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/9'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/3'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/director'),
	rdflib.term.URIRef(u'http://ejemplo.org/film/7'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/1'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/director'),
	rdflib.term.URIRef(u'http://ejemplo.org/film/8'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/5'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/director'),
	rdflib.term.URIRef(u'http://ejemplo.org/film/2'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/9'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'El	orfanato'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/9'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/El_orfanato'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/4'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/MovieDirector'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/4'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/6'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/Film'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/2'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Benito_Zambrano'))
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(rdflib.term.URIRef(u'http://ejemplo.org/director/1'),
	rdflib.term.URIRef(u'http://xmlns.com/foaf/0.1/name'),
	rdflib.term.Literal(u'\xc1lex	de	la	Iglesia'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/5'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/MovieDirector'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/4'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/director'),
	rdflib.term.URIRef(u'http://ejemplo.org/film/5'))
(rdflib.term.URIRef(u'http://ejemplo.org/film/6'),
	rdflib.term.URIRef(u'http://www.w3.org/2002/07/owl#sameAs'),
	rdflib.term.URIRef(u'http://es.dbpedia.org/resource/Fragiles_(pelicula)'))
(rdflib.term.URIRef(u'http://ejemplo.org/director/2'),
	rdflib.term.URIRef(u'http://www.w3.org/1999/02/22-rdf-syntax-ns#type'),
	rdflib.term.URIRef(u'http://dbpedia.org/ontology/MovieDirector'))
También	podemos	realizar	un	parseo	de	un	fichero	que	esté	colgado	en	internet.	Sería	tan
sencillo	como	escribir:
g.parse("http://bigasterisk.com/foaf.rdf")
Por	lo	tanto,	sólo	tenemos	que	poner	la	URL.	En	este	caso	no	hemos	especificado	el
formato,	por	defecto	lo	toma	como	"xml",	que	es	el	formato	típico	en	el	que	están	los
archivos	.rdf.
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Ejemplo	de	inferencia	de	relaciones
Los	repositorios	en	los	que	almacenamos	las	ontologías	OWL	pueden	ser	RDF(S)-aware.
Esto	significa	que	es	capaz	de	inferir	nuevas	relaciones	entre	entidades	que	no	están
definidas	explícitamente	a	través	de	distintas	propiedades	como	la	transitividad.	Aunque	en
la	mayoría	de	los	casos	se	usa	un	"razonador"	(un	motor	que	analiza	las	ontologías)	aparte
que	detecta	inconsistencias	e	infiere	automáticamente	relaciones	y	las	coloca	de	forma
explícita	en	el	repositorio.
En	este	capítulo	vamos	a	ver	un	ejemplo	de	cómo	utilizar	un	razonador	para	inferir
relaciones	implícitas.	Para	ello,	utilizaremos	Protégé.	Éste	es	un	editor	de	ontologías	de
código	abierto	y	gratuito	creado	por	la	Universidad	de	Stanford.	Por	defecto,	trae	instalado
el	razonador	HermiT,	aunque	es	posible	añadirle	otros.
Descarga	e	instalación	de	Protégé
Nos	dirigiremos	a	la	página	oficial	de	descarga	y	elegiremos	la	última	versión	disponible.	A
la	hora	de	realizar	este	tutorial,	es	la	versión	5.0.
La	instalación	es	muy	sencilla,	aunque	depende	del	sistema	operativo.	Podemos	acudir	a
esta	página	si	queremos	instrucciones	concretas	o	tenemos	algún	problema	con	la
instalación.	Para	la	versión	5.0	de	Protégé	es	necesaria	la	versión	7	de	Java.
Ejemplo	sencillo	de	inferencia
Ilustraremos	los	pasos	necesarios	para	ver	un	ejemplo	de	lo	que	puede	hacer	el	razonador,
pero	no	exploraremos	a	fondo	las	posibilidades	y	el	funcionamiento	de	Protégé.	Se	puede
acceder	a	una	guía	de	uso	sencilla	del	editor	aquí.	También	tenéis	un	completo	tutorial	que
muestra	paso	por	paso	las	posibilidades	del	editor	con	marco	teórico	incluido	a	través	de	un
ejemplo	en	su	página	oficial	aquí.	Y	aquí	si	no	funcionara	el	enlace	anterior.
Al	abrir	por	primera	vez	el	editor,	nos	encontraremos	una	ventana	parecida	a	la	siguiente.
Ejemplo	de	inferencia	de	relaciones
56
En	"Ontology	IRI"	escribiremos	la	URI	raíz	que	tendrá	nuestra	ontología.	Por	ejemplo,
"http://ejemplo.com/inferencia".
Ahora	iremos	a	la	pestaña	"Entities"	para	definir	las	entidades	que	vamos	a	usar.	Podemos
fijarnos	en	en	que	donde	aparece	la	jerarquía	de	clases	tenemos	dos	pestañas	"Class
Hierarchy"	y	"Class	Hierarchy	(Inferred)".	En	la	pestaña	de	la	izquierda	es	donde	nosotros
editaremos	y	en	la	de	la	derecha	aparecerán	las	clases	inferidas	o	marcadas	como
inconsistentes	por	el	razonador.
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Únicamente	utilizaremos	la	entidad	"Persona".	Para	ello,	haremos	click	en	"Thing"	y	en	el
botón	de	arriba	a	la	izquierda	para	crear	una	subclase	de	ésta.
A	continuación	iremos	a	la	pestaña	"Object	Properties"	para	definir	las	propiedades	que
puede	tener	un	objeto.	Todas	las	propiedades	que	creemos	deben	ser	descendientes	de
"topObjectProperty",	que	es	la	que	viene	por	defecto.
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Hacemos	click	en	ésta	y	en	el	botón	de	arriba	a	la	izquierda	para	crear	la	propiedad
"Descendiente_de".
Volvemos	a	hacer	lo	mismo	para	crear	la	propiedad	"Antecesor_de".
Hacemos	click	en	"Antecesor_de"	y	marcamos	"Transitive"	en	el	cuadro	"Character".	Esto
hará	que	el	razonador	reconozca	la	propiedad	como	transitiva.	Es	decir,	si	A	es	antecesor
de	B	y	B	es	antecesor	de	C,	automáticamente	pueda	deducir	que	A	es	antecesor	de	C.	En
el	cuadro	de	"Description"	hacemos	click	en	el	"+"	al	lado	de	"Inverse	Of"	y	señalamos
"Descendiente_de".	Así	le	estamos	diciendo	que	una	propiedad	es	la	inversa	de	la	otra.	En
"Descendiente_de"	se	marcará	"Antecesor_de"	como	propiedad	inversa	de	forma
automática.
Ejemplo	de	inferencia	de	relaciones
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Nos	vamos	ahora	a	la	pestaña	"Individuals"	para	crear	las	distintas	instancias	de	Persona.
Hacemos	click	en	el	botón	del	cuadro	"Members	list"	y	creamos	una	persona	que	se	llame
"Juan".
Repetimos	el	procedimiento	para	crear	a	"Gema"	y	"Raúl".
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Nuestra	intención	es	indicar	que	Juan	es	el	padre	de	Gema,	y	a	su	vez	Gema	es	madre	de
Raúl.	Para	ello,	seleccionamos	a	Gema	y	en	el	cuadro	"Property	assertions"	pulsamos	en	el
"+"	al	lado	de	"Object	property	assertions"	y	seleccionamos	"Descendiente_de"	y	"Juan".
Repetimos	el	mismo	procedimiento	con	Raúl	para	hacerlo	"Descendiente_de"	Gema.
Ahora	arrancamos	el	razonador.	Para	ello	vamos	al	menú	principal	del	programa,	a
"Reasoner".	Por	defecto	estará	señalado	el	razonador	"HermiT".	Pulsamos	en	"Start
reasoner".
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Si	vemos	las	propiedades	de	Raúl	haciendo	click	en	su	nombre,	veremos	que	el	razonador
ha	deducido	que	es	"Descendiente_de"	Juan	por	la	propiedad	transitiva.
Si	vemos	las	propiedades	de	Gema	haciendo	click	en	su	nombre,	veremos	que	el	razonador
ha	deducido	que	es	"Antecesor_de"	Raúl	porque	ser	propiedad	inversa.
Por	último,	hacemos	click	en	el	nombre	de	Juan	para	comprobar	que	el	razonador	ha
deducido	correctamente	que	es	antecesor	de	los	otros	dos,	por	propiedad	inversa	y	por
transitividad.
Ejemplo	de	inferencia	de	relaciones
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Con	esto	termina	nuestro	ejemplo.	Os	animamos	a	seguir	la	guía	indicada	al	inicio	del
capítulo	que	muestra	un	ejemplo	mucho	más	completo	del	potencial	de	Protégé.
Ejemplo	de	inferencia	de	relaciones
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Ejemplo	de	extracción	de	RDFa	de	una
página
El	conjunto	de	extensiones	RDFa	nos	permite	introducir	semántica	en	un	contenido	web.	De
forma	que	la	información	sea	entendible	por	seres	humanos	y	a	la	vez	incorpore	semántica
que	pueda	procesar	una	máquina.	GRDDL	es	un	método	para	extraer	de	una	página	web
con	contenido	RDFa	el	archivo	RDF	asociado.	Es	decir,	un	fichero	RDF	con	la	información
semántica	de	la	página.
En	este	capítulo	vamos	a	ver	de	forma	práctica	cómo	se	aplica	GRDDL	a	una	URL	para
obtener	el	archivo	RDF	asociado.	Para	ello,	existen	varias	implementaciones	en	distintos
lenguajes.	Veremos	dos	métodos,	uno	con	un	servicio	online	y	otro	con	un	cliente	escrito	en
Python.
Extraer	RDF	usando	un	servicio	web
La	URL	de	la	que	vamos	a	extraer	el	archivo	RDF	es	el	ejemplo	que	está	accesible	aquí.
Utilizaremos	el	servicio	web	que	puede	usar	el	método	GRDDL	para	extraer	el	RDF	que
está	disponible	aquí.
Seleccionamos	GRDDL	y	ponemos	la	URL	que	vamos	a	parsear.	También	podríamos	pegar
directamente	el	código	fuente	de	la	página	en	la	ventana	más	grande.
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Por	último,	pulsamos	en	"Run	Parser"	y	nos	aparecerá	una	tabla	con	la	información	RDF
diferenciando	entre	sujeto,	predicado	y	objeto.
Extraer	RDF	usando	un	cliente
Utilizaremos	un	cliente	en	bash,	aunque	podríamos	utilizar	cualquiera	de	las
implementaciones	de	GRDDL.	En	este	caso	será	grddler.sh.	Para	poder	utilizarlo,
necesitaremos	tener	instalados	los	paquetes	python,	xsltproc	y	md5sum.
El	uso	es	muy	sencillo,	sólo	tendremos	que	ejecutar	el	script	en	bash	pasándole	como
argumentos	la	URL	de	la	que	queremos	extraer	el	rdf	y	el	archivo	donde	queremos
almacenar	el	resultado.	Podría	ser	algo	como	lo	siguiente:
bash	./grddler.sh	https://davidr.gitbooks.io/ejemplos-de-linked-data/content/ejemplo_g
rddl.html	>	output.rdf
Con	esto	ya	tendremos	nuestro	RDF	extraído	y	damos	por	terminado	el	capítulo.
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Ejemplos	de	consultas	y	exploración	en
DBPedia
En	este	capítulo	veremos	como	podemos	realizar	consultas	SPARQL	en	DBpedia
(utilizaremos	la	versión	en	español,	pero	la	versión	en	inglés	es	similar)	y	cómo	podríamos
navegar	entre	los	datos	a	través	de	las	URI.
Consultas	SPARQL
Estas	consultas	de	ejemplo	las	realizaremos	desde	el	endpoint	de	la	DBpedia	en	castellano.
Listado	de	películas	en	español
En	esta	primera	consulta	obtendremos	el	listado	de	URIs	de	las	películas	en	español
recogidas	en	la	DBpedia.	Para	ello,	ejecutaremos	la	siguiente	consulta:
PREFIX	dcterms:	<http://purl.org/dc/terms/>
SELECT	?Pelicula	WHERE	{
	?Pelicula	dcterms:subject	<http://es.dbpedia.org/resource/Categoría:Películas_en_espa
ñol>	.
	}
En	las	primeras	líneas	de	cualquier	consulta	debemos	indicar	las	ontologías	de	las
propiedades	que	vamos	a	utilizar.	En	este	caso,	vamos	a	utilizar	el	vocabulario	"dcterms:"
de	Dublin	Core.	Así	que	en	la	primera	línea	declaramos	ese	prefijo	con	su	URL
correspondiente.
La	sentencia	"SELECT"	nos	permite	elegir	el	atributo	o	los	atributos	que	van	a	mostrarse	en
el	resultado.	En	este	caso	hemos	señalado	que	queremos	mostrar	lo	que	guardemos	en	"?
Pelicula".	Podríamos	usar	un	"*"	para	que	aparezcan	todos	los	atributos	que	hemos	usado
en	la	consulta.
Dentro	de	las	llaves	de	la	estructura	"WHERE"	es	donde	debemos	indicar	las	condiciones
que	nos	devolverán	un	resultado.	Cada	condición	debe	expresarse	con	tres	elementos
(sujeto,	predicado	y	objeto).	En	este	caso,	estamos	seleccionando	los	elementos	que
hemos	llamado	"?Pelicula"	cuya	propiedad	"dcterms:subject"	apunte	a	la	categoría	de	las
películas	en	español	(las	URL	se	ponen	entre	<>).	Es	decir,	seleccioname	todos	los
elementos	que	a	partir	de	ahora	voy	a	llamar	"?Pelicula"	que	tengan	como	valor	en	la
propiedad	"dcterms:subject"	la	categoría	de	películas	en	español.
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Esta	consulta	nos	devolverá	un	listado	de	las	URIs	de	los	elementos	que	cumplan	esa
condición,	por	lo	que	nos	mostrará	todas	las	películas	incluidas	en	esa	categoría.	Algo
parecido	a	lo	que	se	muestra	en	la	siguiente	imagen.
Director	de	una	película
Partimos	del	resultado	anterior.	Imagínate	que	ahora	queremos	saber	cuál	es	el	director	de
alguna	de	las	películas,	por	ejemplo,	Solas.	Este	dato	se	especifica	en	la	propiedad
"dbpedia-owl:director"	de	la	película	en	concreto.	Realizamos	la	siguiente	consulta:
PREFIX	dbpedia-owl:	<http://dbpedia.org/ontology/>	
SELECT	?Nombre	WHERE	{
	<http://es.dbpedia.org/resource/Solas_(película)>	dbpedia-owl:director	?Director	.
	?Director	dbpedia-owl:abstract	?Nombre	.
	}
Podemos	ver	como	primero	volvemos	a	indicar	la	dirección	de	la	ontología	que	vamos	a
usar.	Luego	seleccionamos	mostrar	el	valor	de	"?Nombre"	(Ahora	veremos	que	estamos
almacenando	ahí).	Esta	vez	tenemos	dos	condiciones	en	"WHERE",	cuando	hay	más	de
una	condición	deben	terminar	con	un	espacio	y	un	punto.	En	la	primera	le	estamos	diciendo
que	almacene	en	"?Director"	el	valor	de	la	propiedad	"dbpedia-owl:director"	de	la	URI	que
se	refiere	a	la	película	Solas	(Devuelta	en	la	consulta	anterior).	El	problema	es	que	ahora	en
"?Director"	hay	otra	URI,	la	que	apunta	al	director	de	la	película	en	concreto.	Para	mostrar
un	resultado	más	legible	y	completo,	en	la	segunda	condición	le	vamos	a	pedir	el	abstract
(resumen)	de	ese	director.	Para	ello	ponemos	la	URI	de	"?Director"	en	sujeto,	que	la
propiedad	que	mire	sea	"dbpedia-owl:abstract"	y	el	valor	lo	almacene	en	"?Nombre".	Y	esto
último	es	lo	que	elegimos	mostrar	con	SELECT.	El	resultado	será	el	siguiente:
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Películas	españolas	estrenadas	después	del	año	2000
PREFIX	dcterms:	<http://purl.org/dc/terms/>
PREFIX	foaf:		<http://xmlns.com/foaf/0.1/>
SELECT	?Nombres	?Fecha	WHERE	{
	?Pelicula	dcterms:subject	<http://es.dbpedia.org/resource/Categoría:Películas_en_espa
ñol>	.
	?Pelicula	foaf:name	?Nombres	.
	?Pelicula	<http://es.dbpedia.org/property/estreno>	?Fecha	
	FILTER	(?Fecha	>	2000)	
	}
En	esta	ocasión	utilizaremos	dos	ontologías	diferentes,	"dcterms:"	y	"foaf:",	por	lo	que	lo
indicamos	en	las	primeras	líneas.	Esta	vez	tenemos	tres	sentencias	en	"WHERE".	La
primera	ya	la	conocemos,	es	exactamente	igual	a	la	primera	consulta	realizada	en	el
capítulo.	Estamos	poniendo	en	"?Pelicula"	todas	las	URIs	de	las	películas	de	la	categoría
"Películas	en	español".	En	la	segunda,	podemos	ver	como	almacenamos	en	"?Nombres"
los	valores	a	los	que	apunta	la	propiedad	"foaf:name"	en	cada	película.	Esta	propiedad
almacena	el	nombre	de	la	película	en	un	formato	de	texto	plano.	Por	último,	guardamos	en
"?Fecha"	el	contenido	de	la	propiedad	"http://es.dbpedia.org/property/estreno".	Esta
propiedad	indica	la	fecha	de	estreno	de	la	película.	Por	lo	tanto,	ya	tenemos	los	nombres
con	sus	correspondientes	fechas	de	estreno.	Pero	aún	vamos	un	paso	más	allá,	y	ponemos
un	filtro	(FILTER).	Esto	nos	permite	restringir	los	resultados	a	ciertas	condiciones.	En	este
caso,	indicamos	que	la	fecha	debe	ser	mayor	que	2000,	para	que	se	muestren	únicamente
las	películas	estrenadas	después	de	este	año.	En	"SELECT"	seleccionamos	"?Nombre"	y	"?
Fecha"	por	lo	que	el	resultado	será	algo	parecido	a	la	siguiente	imagen.
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A	continuación	seguiremos	refinando	la	misma	búsqueda.	Podrás	comprobar	en	la	imagen
que	los	datos	no	están	ordenados	de	ninguna	forma.	En	la	siguiente	consulta	ordenaremos
los	resultados	por	fecha	de	estreno:
PREFIX	dcterms:	<http://purl.org/dc/terms/>
PREFIX	foaf:		<http://xmlns.com/foaf/0.1/>
SELECT	?Nombres	?Fecha	WHERE	{
	?Pelicula	dcterms:subject	<http://es.dbpedia.org/resource/Categoría:Películas_en_espa
ñol>	.
	?Pelicula	foaf:name	?Nombres	.
	?Pelicula	<http://es.dbpedia.org/property/estreno>	?Fecha	
	FILTER	(?Fecha	>	2000)	
	}	ORDER	BY	(?Fecha)
Como	puedes	ver,	fuera	de	la	estructura	de	"WHERE"	podemos	poner	una	claúsula
"ORDER	BY"	para	indicar	si	queremos	ordenar	los	resultados	por	una	o	varias	variables,	en
orden	ascendente	o	descendente.	Tendremos	ahora	una	respuesta	parecida	a	la	siguiente
imagen.
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Por	último,	podemos	limitar	también	la	cantidad	de	resultados	a	mostrar.	En	la	siguiente
consulta	estamos	limitando	a	20	resultados:
PREFIX	dcterms:	<http://purl.org/dc/terms/>
PREFIX	foaf:		<http://xmlns.com/foaf/0.1/>
SELECT	?Nombres	?Fecha	WHERE	{
	?Pelicula	dcterms:subject	<http://es.dbpedia.org/resource/Categoría:Películas_en_espa
ñol>	.
	?Pelicula	foaf:name	?Nombres	.
	?Pelicula	<http://es.dbpedia.org/property/estreno>	?Fecha	
	FILTER	(?Fecha	>	2000)	
	}	ORDER	BY	(?Fecha)
LIMIT	20
Para	ello	sólo	es	necesario	añadir	"LIMIT"	y	el	número	de	resultados	que	queremos	mostrar.
Consultar	marido/mujer
En	la	siguiente	consulta	estamos	preguntando	por	el	esposo	de	Concha	Velasco.	Igual
podríamos	preguntar	por	los	hijos,	padres,	parejas	de	los	hijos	o	cualquier	parentesco
familiar.	Siempre	que	esté	recogido	en	la	Wikipedia	en	el	formato	adecuado,	podremos
consultarlo.
PREFIX	esdbp:	<http://es.dbpedia.org/property/>	
PREFIX	esres:	<http://es.dbpedia.org/resource/>	
SELECT	?esposo	WHERE	{	
				esres:Concha_Velasco				esdbp:cónyuge			?esposo.	
}
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En	este	caso	el	resultado	es	una	URI	a	la	página	en	DBpedia	del	marido	de	Concha
Velasco.
Grupos	musicales	en	un	rango	de	años
En	esta	consulta	pediremos	los	grupos	musicales	de	rock	que	estuvieron	en	activo	en	los
años	70.	Definimos	como	tipo	"MusicalArtist"	según	el	vocabulario	de	la	DBpedia	y	que	el
estilo	sea	"Rock".	Hay	que	tener	en	cuenta	que	sólo	aparecerán	los	que	estuvieron	en
activo	durante	esos	10	años.	Si	se	mantuvieron	en	activo	hasta	más	tarde,	no	aparecerán.
PREFIX	esdbpp:	<http://es.dbpedia.org/property/>	
PREFIX	esdbpr:	<http://es.dbpedia.org/resource/>	
SELECT	?grupo		WHERE{
		?grupo		rdf:type																									dbpedia-owl:MusicalArtist	.
		?grupo		dbpedia-owl:activeYearsStartYear	?inicio	.
		?grupo		dbpedia-owl:activeYearsEndYear			?fin	.
		?grupo		esdbpp:estilo																				esdbpr:Rock	.
		FILTER	(	(?inicio	>	"1970-01-01T00:00:00Z"^^xsd:dateTime		&&	?inicio	<	"1980-01-01T0
0:00:00Z"^^xsd:dateTime	)	||
											(?fin				>	"1970-01-01T00:00:00Z"^^xsd:dateTime		&&	?fin	<	"1980-01-01T00:0
0:00Z"^^xsd:dateTime	)	||
											(?inicio	<	"1970-01-01T00:00:00Z"^^xsd:dateTime		&&	?fin	>	"1980-01-01T00:0
0:00Z"^^xsd:dateTime	)	
									)	
}ORDER	BY	DESC(?inicio)
LIMIT	20
Hemos	ordenado	de	forma	descendente	por	el	año	de	inicio	y	también	hemos	puesto	un
límite	de	20	resultados	para	mostrarlos	en	la	siguiente	imagen.
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Exploración	de	los	datos
Si	entramos	en	cualquier	URI	de	la	DBpedia,	veremos	todos	los	enlaces	que	están
relacionados	con	esta	entidad.	Por	ejemplo,	en	la	siguiente	imagen	podemos	ver	un
fragmento	de	la	URI	de	Benito	Zambrano.
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Podemos	ver	dos	columnas,	en	la	izquierda	aparece	cada	propiedad	y	en	la	derecha	los
posibles	valores	de	esa	propiedad	(descripciones	u	otras	URIs).	Así,	por	ejemplo,	podemos
ver	que	está	relacionado	con	la	página	de	los	premios	Goya	y	podemos	navegar	hasta	ella.
Incluso	podemos	saber	más	sobre	una	propiedad.	Por	ejemplo,	si	pulsamos	en	"country",
nos	llevará	a	una	página	que	nos	dice	que	es	la	misma	propiedad	que	"country"	en	la
versión	en	inglés.	Y	en	esa	página	podremos	ver	datos	de	la	propiedad.
Así,	podríamos	explorar	y	navegar	por	las	distintas	entidades	de	forma	infinita,	ya	que	son
cíclicas.	Puede	ser	útil	para	descubrir	relaciones	que	no	sabíamos	que	existían.	Y	para	ver
datos	sobre	cualquier	entidad	de	una	forma	mucho	más	lógica	y	ordenada	que	leyendo	una
larga	descripción	en	la	Wikipedia.
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