We propose practical algorithms for entrywise p -norm low-rank approximation, for p = 1 or p = ∞. The proposed framework, which is non-convex and gradient-based, is easy to implement and typically attains better approximations, faster, than state of the art.
Introduction
We focus on the following optimization problem:
Here, M ∈ R m×n is a given input matrix of arbitrary rank, r ≤ {m, n} is the target rank, (U, V ) represent the variables such that rank(U V ) ≤ r, and | · | p denotes the p-th, entrywise, matrix norm. In words, (1) is described as "finding the factors of the best rank-r approximation of M , with respect to the p -norm". We denote such optimal factors U and V , and their product X = U V . We focus on p ∈ {1, ∞}, since these instances are the most common found in practice, beyond the classic p = 2 (Frobenius) norm; we will use the terms "Frobenius" and " 2 " norm, interchangeably.
There are numerous applications where 1 -/ ∞ -norm low rank approximations are useful in practice. First, the 1 -norm is more robust than the 2 -norm, and is suited in problem settings where Gaussian assumptions for noise models may not apply. 1 -norm low rank applications include robust PCA applications [56, 6, 31, 32, 24, 57] , computer vision tasks such as background subtraction and motion detection [52, 1, 38] , detection of brain activation patterns [44] , and detection of anomalous behavior in dynamic networks [44] . 1 For the ∞ -norm version of (1), the problem cases are only a few. [43] considers the special case of m = n and r = min{m, n} − 1 as the problem of distance to robust non-singularity. [22, 23] use the notion of ∞ -norm low rank approximation for the maximal-volume concept in approximation, as well as for the skeleton approximation of a matrix. Finally, [17] identifies that (1) with p = ∞ can be used for the recovery of a low-rank matrix from a quantized M .
Despite the utility of (1), its solution is not straightforward. While (1) with 2 -norm has a closed-form solution via the Singular Value Decomposition (SVD), the same does not hold for p ∈ {1, ∞}. Additionally, it has been proved that actually finding the exact solution to (1) can be exponentially complex: 1 Closely related to the 1-norm low-rank approximation is the problem of 1-norm subspace recovery [30] . Briefly, it is well-known that, for p = 2 in (1), the SVD solution is also the solution to the dual problem: U = argmax U ∈R m×r |U M |2, subject to U U = I. V is then set as V = U M ; this can be easily proved due to the orthogonality of U [20] . Motivated by this dual formulation, 1-norm subspace recovery is defined as U = argmax U ∈R m×r |U M |1, subject to U U = I.
Algorithmic solutions to this criterion are usually greedy [30] , even combinatorial [36, 37] . However, in this case, U does not necessarily resemble with that of (1) with p = 1 (up to orthogonal rotations). [19] show that 1 -norm low rank matrix approximation is NP-hard, even for r = 1; further, under the exponential time hypothesis for 3SAT problems, [46] provide a 1 + 1 log 1+γ (max{m,n}) -inapproximability result for some hard instances M , where γ > 0 is an arbitrary small constant. [17] proves the NPcompleteness of (1) for p = ∞, using a reduction from not-all-equal-3SAT.
The above restrict research to only approximations of (1) .
To the best of our knowledge only the works in [9, 46] present polynomial and provably good approximation schemes: [46] focuses mostly on the case of 1 -norm, and proves the existence of a O(log(min{m, n}) · poly(r))-approximation scheme with O(nnz(M ) + (m + n)poly(r)) computational complexity. [9] extends the ideas in [46] for p -norms, where p ∈ [1, ∞]: there, the authors describe a poly(r)-approximation with O (poly(m, n)(r log max{m, n}) r ) computational complexity. Both approaches are based on numerical linear algebra and sketching techniques.
Apart from the above provable schemes, there are numerous heuristics proposed for (1), with no rigorous approximation guarantees. Starting with 1 -norm, [38] propose a coordinate descent algorithm for (1), where a sequence of alternating scalar minimization sub-problems are solved using a (weighted) median filter; see also [29] . Previously to that work, [26, 27] follow a similar approach, where each sub-problem is solved using linear or quadratic programming 2 . Inspired by [55] , [13] propose a 1 -norm version of the Wiberg method; the resulting algorithm involves several matrix-matrix multiplications (even of size greater than the input matrix), and the solution of linear programming criteria, per iteration. Cabral et al. use Augmented Lagrange Multipliers (ALM) method and handle the weighted 1 -norm low rank approximation problem in [5] ; however, no nonasymptotic convergence guarantees are provided. We note that most of the above heuristics are designed to handle missing data in M or the case of weighted factorization; we plan to consider such cases for our future research directions. For the ∞ -norm case, we mention the recent work of Gillis et al. [17] that proposes a block coordinate descent method that operates in an alternating minimization fashion over subsets of variables in (1).
Our approach and main contributions: Inspired by the recent advances on smooth non-convex optimization for matrix factorization [47, 58, 51, 4, 42, 16, 40, 41, 35, 34, 50, 54, 15, 33] , we study the application of alternating gradient descent in (1) . Despite its NP-hardness, this paper follows a more optimistic course and works towards deciphering the components/quantities that, if known a priori, could lead to a (1 + ε)-approximation for (1).
Our approach is based on two techniques from optimization theory: (i) the smoothing technique for nonsmooth convex optimization by Nesterov [39, 12] (Section 4), and (ii) the recent theoretical results on finding the global minimum of matrix factorization problems using non-convex smooth methods (Section 3); see also references above. Our theory relies on provably bounding the objective function in 1 -or ∞ -norm by its smoothing counterpart (Sections 4), using the provable performance of the non-convex algorithm (Section 3), and properly setting up the input parameters (Section 5). Our guarantees assume that we can at least approximate the optimal function value of (1), and that the optimal low-rank solution of the smoothed problem is well-conditioned; the latter assumption is required for a good initialization to be easily found. The above are summarized as:
• Under assumptions, we provide a polynomial approximation algorithm for p = {1, ∞} in (1) that achieves a (1 + )-approximation guarantee.
• We experimentally show that our scheme outperforms in practice state-of-the-art approaches.
There are several questions that remain open and need further investigation. In Section 7, we discuss what are the advantages and disadvantages of our approach and point to possible future research directions.
Notation and assumptions
Notation. For matrices X, Y ∈ R m×n , X, Y = TR X Y represents their inner product and X Y their Hadamard product. We represent matrix norms as follows:
n j=1 |X ij | denotes the entrywise 1 -norm, and |X| ∞ = max i,j |X ij | denotes the entrywise ∞ -norm. For the spectral norm, we use σ 1 (X); this also denotes the largest singular value of X. For vectors, we use x 2 to denote its Euclidean 2 -norm. For a differentiable function f (X) with X = U V , the gradient of f w.r.t. U and V is ∇f (X)V and ∇f (X) U , respectively.
Assumptions. For our discussion, we will need two wellknown notions of convex analysis: (restricted) strong convexity and (restricted) Lipschitz gradient continuity. Definition 2.1. Let f : R m×n → R be a convex differentiable function. Then, f is (resp. restricted) gradient Lipschitz continuous with parameter L if ∀X, Y ∈ R m×n (resp. ∀X, Y ∈ R m×n that are at most rank-r):
Definition 2.2. Let f : R m×n → R be convex and differentiable. Then, f is (resp. restricted) µ-strongly convex if ∀X, Y ∈ R m×n (resp. ∀X, Y ∈ R m×n that are at most rank-r):
3 BFGD for smooth objectives Let us first succinctly describe the Bi-Factored Gradient Descent (BFGD) algorithm [41] , upon which our proposal is based. BFGD is a non-convex gradient descent scheme for smooth problems such as:
where f is assumed to be convex, differentiable, and at least have Lipschitz continuous gradients. Observe that while f is convex w.r.t. to any input ∈ R m×n , motions over U and V jointly lead to non-convex optimization. Such approaches have a long history and different variants have been proposed for (4) .
For the rest of this section, we denote X = U V as the result of the factorization. Also, let X be the optimal point of (4): if rank( X ) = r, then X = X r ; otherwise, denote its best rank-r approximation (w.r.t. the 2 -norm) as X r .
Algorithm 1 Bi-factored gradient descent (BFGD)
1: Input: r, T , γ (e.g.,
7: end for 8:
The pseudocode for BFGD is provided in Algorithm 1 and obeys the following motions: (i) given a proper initialization X 0 = U 0 V 0 , and (ii) a proper step size η,
3
BFGD applies iteratively Rule 1 if f satisfies only Definition 2.1, or Rule 2 if f also satisfies Definition 2.2. The algorithm assumes an approximation of L-say L and see [4] -and a good initialization point (U 0 , V 0 ). For a more complete discussion of initialization (U 0 , V 0 ), we refer the reader to [4, 41] ; we briefly discuss this issue in Section 5.
An important issue in optimizing f over (U, V ) is the existence of non-unique possible factorizations for a given X. We need a notion of distance to the low-rank solution X r over the factors. Similar to [51, 41] , we focus on the set of "equally-footed" factorizations:
Given a pair (U, V ), we define the distance to X r as:
Algorithm 1 has local convergence guarantees, when f is µ-strongly convex and has L-Lipschitz continuous gradients, according to the following theorem:
10
, then BFGD converges with rate O(1/T ):
Charbonnier approximation and the logsumexp function
A key assumption in BFGD is that f is at least once differentiable and has Lipschitz continuous gradients.Therefore, to connect BFGD with our original objective in (1), we will first approximate both the 1 and ∞ entrywise matrix norms by smooth functions that have derivatives at least in two degrees. For similar approaches in optimization where non-smooth functions are substituted by smooth ones, we refer to the seminal paper of Nesterov [39] and follow-up works [12, 28] . Approximating the entrywise 1 -norm. For the approximation of the 1 -norm, we will use the Charbonnier loss function [7, 3] , parameterized as follows:
To illustrate how a good approximation is (6) to the 1 -norm, see Figure 1 .
We now discuss about the matrix form of (6) and its properties. With a slight overload of notation, we define the matrix version of (6) as follows:
The distinction between scalar and matrix h will be apparent from the text. Gradient and Hessian information of h satisfy the following lemma; the proof is deferred to the supp. material:
The above lead to the following lemma; the proof is provided in the supp. material:
Function h is a convex continuously differentiable function and it has Lipschitz continuous gradients with constant 2 τ . Moreover:
An alternative to the Charbonnier approximation is the Huber loss function with parameter τ [25] :
Huber loss combines a 2 -norm measure for small values of x and a 1 -norm like measure for large x. Observe in (8) that it is only first-order differentiable; thus any computations involving second order derivatives cannot be applied. On the other hand, the Charbonnier loss function, which is also known as the "pseudo-Huber loss function", is a smooth approximation of the Huber loss that ensures that derivatives are continuous for all degrees. W.l.o.g., we focus on the Charbonnier function.
Approximating the entrywise ∞ -norm. Following similar procedure for the entrywise matrix ∞ -norm, we will use the logsumexp function, defined as follows:
Define matrices P, N ∈ R m×n such that: P ij = e X ij/τ + e − X ij/τ and N ij = e X ij/τ − e − X ij/τ . Then, the following lemma defines the gradient and Hessian information of the logsumexp function; see also the supp. material: Lemma 4.3. For any X ∈ R m×n :
where diag(·) : R mn → R mn×mn turns the vector input to a diagonal matrix output, vec(·) : R m×n → R mn turns a matrix to a vector by "stacking" its columns, and 1 denotes the all-ones matrix.
Similar to the Charbonnier approximation, we get the following lemma; the proof is in the supp. material: 
5 An approximate solver for p -norm low rank approximation
The proposed schemes are provided in Algorithms 2-3, and are based on Algorithm 1 as a sub-solver. In order to hope for a good initialization, we consider the smooth versions of (1), as described in Section 4, with the added twist that we regularize further the objective with a strongly convex component. I.e., we approximate (1) for p = 1 with:
and the case p = ∞ with
This modification asserts that both (10)- (11) are strongly convex w.r.t. X with parameter λ; see also the proof of Lemma 4.2. Observe that the smaller the λ parameter is, the less the "drift" from the original problem. We remind that the optimal factors of (1) are U and V , and their product is denoted as X = U V . 
Let us first focus on the case of 1 -norm and Algorithm 2. The following theorem states that, under proper configuration of algorithm's hyperparameters, one can achieve (1 + ε)-OPT approximation guarantee.
m×n be the solution of Algorithm 2. Let the optimal function value of (1) for p = 1 be denoted as OPT := min U,V |M − U V | 1 and assumed known, or at least be approximable. Also, assume we know σ r ( X ) and |X | , the pair (U T , V T ) of Algorithm 2 satisfies:
The proof is provided in the appendix. In the case where OPT is only approximable, straightforward modifications lead to similar performance (where higher number of iterations required).
Analytical complexity: Let us denote the time to compute ∇f (·) as t grad . The initialization complexity of Algorithm 1, as well as its per iteration complexity, is O(t grad + mnr), where the last term is due to either low-rank SVD calculation or matrix-matrix multiplica- 
m×n be the solution of Algorithm 2. Let the optimal function value of (1) for p = ∞ be denoted as OPT := min U,V |M − U V | ∞ , and assumed known, or be at least approximable. Also, assume we know σ r ( X ) and |X | , the pair (U T , V T ) of Algorithm 2 satisfies:
Similar analytical complexity can be derived for Algorithm 3 and is omitted due to lack of space.
Results of similar flavor (and under similar assumptions) can be found in [28] for the problem of maximum flow. There, the authors consider non-Euclidean gradient descent algorithms for the minimization of ∞ -norm over vectors, where the gradient step takes into consideration the geometry of the non-smooth objective with the use of sharp operators. We applied a similar approach for both p ∈ {1, ∞} in our setting; however, the empirical performance was prohibitive to consider a similar approach here (despite the fact that one can still achieve (1 + ε)-optimal approximation guarantees).
Some remarks regarding the above results. Remark 1. Both algorithms require the knowledge of three quantities: OPT, |X | 2 2 and σ r ( X ). While finding these values could be as difficult as the original problem (1), these values do not need to be known exactly: in particular, the algorithms imply that "for sufficiently small τ and λ parameters, and for a sufficiently large number of iterations T , we can find a good approximation". Remark 2. While finding the exact value of OPT is difficult, there are problem cases where this value could be easily upper bounded. E.g., consider the problem of low-rank matrix approximation from quantization, as noted in [17] : there, we know from structure that |M − X | ∞ = OPT ≤ 0.5.
Remark 3.
Finding a good initialization is a key assumption for Theorem 5.1 and its corollary. Such assumptions are made also in other non-convex matrix factorization results; see [47, 58, 51, 4, 42, 16, 40, 41, 35, 34, 54, 15] . From [41] , it is known that we can easily compute such an initialization as the best rank-r approximation of M w.r.t. the 2 -norm, via SVD. In particular, such an initialization satisfies
, as long as f is strongly convex with condi-
. While this condition is not easily met in theory (i.e., since κ = 1 τ +λ λ , this means that τ should be large enough compared to λ), our experiments show that such an initialization performs well.
Remark 4. As a continuation of the above remark, the reason we use the regularizer
is to turn the smooth approximations into strongly convex functions (and thus borrow results for initialization). In practice, the proposed schemes work as well without the addition of the regularizer; and thus, knowing a priori the quantity |X | 2 2 is not necessary in practice. Remark 5. The approach we follow somewhat resembles with the approach proposed in [27] . There, the authors consider (1) for p = 1 and propose an alternating minimization scheme. Despite the similarities, there are differences with our approach: among which, we perform a single gradient descent step on U and V per iteration, for a smoothed version of (1), instead of minimizing a quadratic programming formulation per each column of U and V . On the contrary, [27] handles empirically missing values and weighted low-rank matrix factorization cases; we leave this direction for future research.
Experiments
Our experiments include synthesized applications, in order to highlight the empirical performance of the proposed framework. We compare the algorithms in Section 5 (i) with the algorithms for p -low rank approximation in [9] , and (ii) with the recent heuristic in [17] for ∞ -low rank approximation.
Similarly to [9, 17] and in order to guarantee fair comparison, we follow in practice the "folklore" advice for getting an initial estimate for the p -norm problem in (1) by beginning with the optimum 2 -norm solution (i.e., with the low-rank SVD solution).
1 -norm approximation
We perform experiments on both real and synthetic datasets. At first, we generate data according to the recent ICML paper [9] : We use 20 × 30 random matrices M , where each entry is a uniformly random value in [0, 1]. Such constructions lead to full rank matrices with high-probability. We also construct matrices M of the same size with {±1} entries, each selected with 0.5 probability. For real datasets, similar to [9] , we use the FIDAP dataset 5 and a word frequency dataset from UC Irvine 6 . The FIDAP matrix M is 27 × 27 with 279 real asymmetric non-zero entries. The word frequency matrix M is 3430 × 6906 with 353, 160 non-zero entries.
For the synthesized datasets, we perform 10 Monte Carlo instantiations and take the median error reported. For all datasets, we are interested in computing the best rank-r approximation of each M above, w.r.t. the 1 -norm and for r ∈ {1, . . . , 10}. To compare with [9] , we use their suggestion and run a simplified version of Algorithm 2 in [9] , where we repeatedly sample r columns, uniformly at random. We then run the p -projection (see Lemma 1 in [9] ) on each sampled set and finally select the solution with the smallest p -error. For a fair contrast between the algorithms, we first run our algorithm and measure the required time; for approximately the same amount of time, we run [9] . 7 To perform the p -projection, we use 5 http://math.nist.gov/MatrixMarket/ data/SPARSKIT/fidap/fidap005.html 6 https://archive.ics.uci.edu/ml/ datasets/Bag+of+Words 7 In all our experiments, we make sure the algorithm in [9] runs at least the same time with our scheme. 20×30 where each entry is randomly and independently generated. Second column:
20×30 where each entry is randomly and independently generated. Third column: M ∈ R 27×27 is the FIDAP matrix. Fourth column: M ∈ R 3430×6906 is the word-frequency matrix. In the latter case, the sub-solver for p -projection was not able to complete the task, and thus the algorithm in [9] is omitted.
CVX package [14] . 8 In our algorithm, we set τ = λ = 10 −3 , and the maximum number of iterations as T = 4 · 10 4 . As mentioned above, we use the SVD initialization, and the step size is set according to Algorithm 1.
The results are provided in Figure 2 . Some remarks: (i) for the synthetic cases (two leftmost columns), we observe that our approach attains a better objective function, faster, compared to [9] . Both our work and [9] is much slower than plain SVD; however, the latter gives a worse solution. (ii) for the real case (two rightmost columns), our approach is overall better in terms of objective function values; however, this is not universal; there are cases where [9] (or even SVD) gets to a better result within the same time, especially when r increases. For the large matrix case, [9] with CVX do not scale well; thus omitted.
∞ -norm approximation
In this experiment, we follow the experimental setting in [17] . We generate matrices M ∈ R 100×75 as follows: We generate M = U V where U ∈ R 100×r and V ∈ R 75×r . Each U and V is generated i.i.d. from N (0, 1). Given M , we compute the rounded version of 8 We are not aware of another standardized package for pregression. To accelerate the execution of SeDuMi, we use the lowest precision set up in CVX.
M such as M = round( M ). This procedure guarantees that, given M , there is a low-rank matrix M that satisfies |M − M | ∞ ≤ 0.5 (since this is an hard problem, this construction gives an idea how far/close we are to a good solution).
We repeat the above procedure for r = {1, . . . , 10} and for 10 Monte Carlo instances. We report the minimum, mean and median values of the objective function attained and the time required. We compare our algorithms with plain SVD and the heuristics in [17] .
The results are reported in Table 1 . Our findings show that both our work and the algorithm in [17] perform much better (in terms of quality of solution) than plain SVD (the full set of results can be found in the appendix). Further, the algorithm in [17] has time comparable to the implementation of SVD in Matlab, while our proposed algorithm is much slower; accelerating our proposed algorithm is considered future research direction. However, while our algorithm does not succeed to find solutions with small objective value (see minimum value in table and compare our work with [17] ), the median value of objective function values over 10 problem instances is lower than that of [17] . I.e., the "typical" achieved objective value is lower than that of [17] . [ 
Conclusion and future work
We consider the problem of low-rank matrix approximation, w.r.t. (entrywise) p -norms, and proposed two algorithms that lead to (1 + ε)-OPT approximations. Our schemes combine ideas from smoothing techniques in convex optimization, as well as recent non-convex gradient descent algorithms. Key assumption is that problemrelated quantities are known or at least are approximable. Our experiments show that our scheme performs (at least) competitively with state of the art.
We have provided several possible extensions of this work.
A particularly interesting open problem is that of weighted low-rank matrix approximation: Due to the decomposability of (7), we observe ∀X:
Thus, in compact form, ∇h(X, τ ) = 1 τ X S, where S is defined in the lemma.
Regarding the Hessian information, first observe that
. This means that the off-diagonals of ∇ 2 h(X, τ ) are zero. For the case where (i, j) = (l, q), we have:
Then, ∇ 2 h(X, τ ) = 1 τ I Q, where Q is defined in the lemma.
Proof of Lemma 4.2
The first part of the lemma is easily deduced from Lemma 4.1. Observe that 0 ∇ 2 h(X, τ ) , we easily observe that the composite form h(X, τ ) + ψ(X) satisfies λI ∇ 2 h(X, τ ) + ∇ 2 ψ(X) 2 τ + λ I; i.e., the composite form is also strongly convex. The last part of the lemma is true because
|X ij | − mnτ = |X| 1 − mnτ.
Proof of Lemma 4.3
The proof is elementary as in Lemma 4.1 and we state it for completeness. First, observe that (9) can be re-written as follows:
σ(X, τ ) = τ · log Tr(1 · P ) 2mn
Observe that calculating gradients with respect to X ij , the denominator 2mn plays no role. Following similar motions, we compute partial derivatives as:
Gathering all the partial derivatives in a matrix, we get the reported result.
Computing second-order partial derivatives for σ(X, τ ), we distinct the cases of diagonal and off-diagonal elements.
For the former, we have:
Tr(1 · P ) 2 and for the latter:
Combining the two, we get the required result.
Proof of Lemma 4.4
Let us first prove convexity. By the definition of the Hessian, we want to prove
First, observe that Tr(1 · P ) ≥ 0 since each element of P is positive by definition. Second, for P ij ≥ 0, ∀i, j, it is obvious that · diag(vec(P )) − vec(N )vec(N ) Tr(1 · P ) y
τ .
This means that σ function is Lipschitz gradient continuous with constant 1 τ . To prove the set of inequalities of the lemma, we observe: 
