Abstract. Traditionally, software maintenance takes only technical information into account to evolve legacy systems. However, business knowledge, which could help to improve the comprehension of legacy systems, is rarely recovered. Probably, that knowledge is not considered due to the fact that business knowledge recovery is a problem with a non trivial solution. This paper contributes to the solution of this problem through the use of a set of patterns and the implementation through QVT transformations, which takes KDM (Knowledge Discovery Metamodel) models concerning the system and obtains BPMN (Business Processes Model and Notation) models to represent the embedded business knowledge. A case study reports that the transformation obtains cohesive and loosely-coupling business processes diagrams; and it is scalable to large systems. As a consequence, the business processes recovery can enhance the maintenance since they provide the business concept location in legacy systems, among other improvements.
Introduction
Software is an intangible thing that ages in similar way to any material object, thus it must be maintained, which can produce more ageing. This is known in software engineering as software erosion problem [23] . The difference between software and material things is that software cannot be replaced from scratch, since (i) the entire replacement of an information system is very expensive, which (ii) also stops the achievement of ROI (Return Of Investment) [21] ; and finally (iii) the software embeds a lot of business knowledge over time that would be lost if it is replaced [15] .
In order to deal with software erosion problem, the evolutionary maintenance is the most appropriate kind of maintenance because it preserves the legacy business knowledge and makes it possible to evolve the systems with an acceptable budget [19] . Nowadays, the software modernization, and specifically the Architecture-Driven Modernization (ADM) proposed by the Object Management Group (OMG) [11] , became one of the most successful practice for carrying out evolutionary maintenance. ADM is based on traditional reengineering process but it treats the involved software artifacts as models and establishes model transformations between them according to the Model-Driven Architecture (MDA) principles. In addition, the OMG has defined Knowledge Discovery Metamodel (KDM) [14] together with ADM. KDM allows ADM-based processes to represent as models all the different artifacts involved in a legacy system such as source code, databases, user interfaces.
The reverse engineering stage of any ADM-based process obtains the models that represent the legacy system. The reverse engineering stage can reach three different abstraction levels, which lead to three kinds of ADM-based processes [9] : (i) technical level, which is related to migration to another language, where a physical model of the systems is obtained; (ii) application/data architecture level, which focuses on obtaining a model of the system design at intermediate abstraction level; and (iii) business level, which increases the degree of abstraction since a business architecture model is obtained.
The first and second levels have been addressed in traditional maintenance processes for many years in order to recover technical information about how the computation is done. However, besides that technical information there is a lot of business knowledge like concepts from the business domains and their relations, business rules and constraints, etc. that is rarely recovered to maintain legacy systems reaching the third level. When modernization process reaches the business level, the additional business knowledge helps to comprehend and maintain the system as well as to locate the business logics in the source code and other software artifacts [3] .
Recovery business knowledge from legacy systems is a challenge that is addressed frequently in literature but it is still a latent problem since its solution is not trivial. This paper shows MARBLE [16] , an ADM-based framework to obtain business knowledge, through a set of business processes, embedded in legacy information systems. MARBLE uses the KDM metamodel to represent a model of the legacy system, and the BPMN (Business Processes Model and Notation) metamodel to represent a business process model. This paper proposes, within MARBLE, a declarative model transformation in order to transform KDM models into BPMN models. The proposed transformation is based on a set of business patterns [17] , thus it is implemented in declarative way. The transformation is implemented by means of QVT-Relations, the declarative language of QVT (Query/View/Transformation) [13] .
In addition, this paper presents a case study that involves a CRM (Customer Relationship Management) system, which was used to apply the proposed transformation. The case study reports that the transformation is efficient and enables to obtain business process models with specific quality characteristics. The case study is conducted according to the case study protocol proposed by Brereton el al. [2] in order to ensure the greatest rigor and validity of the case study.
The remainder of this paper is organized as follows. Section 2 summarizes the background of business process as well as ADM and KDM standard. Section 3 presents MARBLE, the framework where the proposed transformation is applied. Section 4 presents the proposed declarative model transformation in detail. Section 5 reports the case study conducting to validate the proposal. Section 6 shows the work related to business knowledge recovery. Finally, Section 7 draws the conclusions of this paper.
Background
This section presents the background of this paper: firstly, it shows the business process concept; secondly, it introduces ADM and KDM standard.
Business Process
A business process is a sequence of coordinated activities performed in an organizational environment, which aims at a certain business goal [24] . Interest inside organizations in knowing their business processes has increased because they consider them to be a key asset (i) for their performance since the business processes depict the operations of the organization; (ii) in order to improve their competitiveness, because the business processes can be adapted in order to increase customer satisfaction, reduce costs, distinguish products or services, and so on; and finally, (iii) understanding business processes is an important step for the comprehension and maintenance of the source code, and in general of the information systems.
In order to achieve optimal business process management, it is necessary to represent explicitly the business processes by means of a notation understandable by the different roles involved in its management [8] . The most important notations are the Activity Diagrams of UML 2.0 and the Business Processes Model and Notation (BPMN) [12] . The Business Process Diagram (BPD) of BPMN is the notation used in this work since it is a well-known graphical notation and is easily understood by both system and business analysts.
ADM & KDM
ADM is the mechanism proposed by OMG to deal with software modernization. ADM is a process for understanding and evolving existing software assets in order to restore the value of existing applications. ADM provides several benefits such as ROI improvement on existing information systems, reducing development and maintenance costs, extending the life cycle of legacy systems and easy integration with other systems [11] .
ADM is the concept of modernizing existing systems with a focus on all aspects of the current system architecture and the ability to transform current architectures to target architectures [11] . For this purpose, ADM advocates carrying out reengineering processes that treat any involved artifact as a model at specific abstraction level. Moreover, ADM makes it possible to refine models throughout different abstraction levels transforming the models by means of deterministic model transformations.
Fig. 1. Horseshoe modernization model
The horseshoe reengineering model has been adapted to ADM and it is known as the horseshoe modernization model [9] (see Fig. 1 stages: (i) reverse engineering identifies the components of the system and their interrelationships, and it builds one or more abstract representations of the legacy system; (ii) restructuring transforms the abstract representation into another system representation at the same abstraction level, which improves the source legacy system but preserving the external behavior of the system; finally (iii) forward engineering generates physical implementations of the target system at a low abstraction level.
In addition, the horseshoe modernization model uses MDA nomenclature to refer to different abstraction levels (see Fig. 1 ): (i) CIM (Computation Independent Model) is a business view of the system from the computation independent viewpoint at a high abstraction level; (ii) (PIM) Platform Independent Model is a view of a system from the platform independent viewpoint at an intermediate abstraction level, thus a PIM models abstract all implementation details related to the platform; and finally (iii) PSM (Platform Specific Model) is a technological view of a system from the platform specific viewpoint at a low abstraction level.
Moreover, ADM spearheads the definition of several standards related to software modernization. KDM is the cornerstone within this set of standards and has been recognized as standard ISO 19506 [6] . KDM provides a metamodel to represent and exchange information about software artifacts in legacy systems. KDM enables the representation, at different abstraction levels, of all software artifacts like source code, user interfaces, database, business rules, and so on.
KDM can be compared with the Unified Modeling Language (UML) standard; while UML is used to generate new code in a top-down manner, the ADM processes involving KDM start from the existing code and build a higher level model in a bottom-up manner [10] . Despite this fact, KDM is not only used in reverse engineering stage. It is also used in restructuring and forward engineering stages since provides a common knowledge repository for the whole modernization process.
MARBLE

MARBLE (Modernization Approach for Recovering Business Processes from Legacy
Systems) is an ADM-based framework for recovering business processes [16] . MARBLE focuses on the reverse engineering stage of the horseshoe modernization model to rebuild the business process embedded in legacy systems. MARBLE defines four abstraction levels (from L0 to L3) that represent four different kinds of models as well as three model transformations between the levels (see Fig. 2 ).
Firstly, the L0 level represents the legacy information system in the real world as a set of physical artifacts, that is: source code, databases, documentation and so on. Secondly, the L1 level represents a set of PSM models that can depict all the different software artifacts at L0 level according to different metamodels. For instance, a code model according to a Java metamodel, a user interface model according to a UIDL (User Interface Description Language) metamodel, a database model according to the SQL (Structure Query Language) metamodel, and so on. Thirdly, the L2 level integrates all knowledge about legacy software artifacts in a single PIM model represented in standardized way by means of the KDM metamodel. Finally, the L3 level represents the target model of the framework, a business model that represents the underlying business processes embedded in the legacy system. The business model is modeled according to the BPMN metamodel
Fig. 2. MARBLE overview
L0-to-L1 transformation.
This transformation analyzes the legacy software artifacts at L0 level and build the PSM models according to the specific metamodels. The analysis can be done by means of different reverse engineering techniques like static analysis which examines the source code files, the dynamic analysis which analyzes the source code in run time, the program slicing that studies the code dividing it into different fragments, among other techniques. Currently, MARBLE supports static analysis of source code of Java-based legacy systems.
L1-to-L2 transformation. In order to obtain a KDM model, this transformation consists of a model transformation implemented in QVT-Relation. The transformation defines a set of declarative relations to transform instances of meta-classes related to different software artifacts into more abstract elements according to the KDM metamodel. Fig. 3 shows as example a QVT relation within the L1-to-L2 transformation. This relation transforms all instances of the Class meta-class in the Java code model (L1) into instances of CompilationUnit, a more generic meta-class of the KDM model (L2). The relation also examines instances of the Method meta-class that belong to the Class meta-class in order to the method2CallableUnit relation be also triggered. 
QVT transformations based on pattern matching
Business expert refinement L2-to-L3 transformation. The last transformation of MARBLE has a hybrid nature, since it consists of a model transformation as well as a manual transformation by business experts. Firstly, the model transformation obtains a BPMN model (L3) from the KDM model (L2) according to a set of business patterns that is implemented by means of QVT-Relation. The obtained business process models are preliminary since many of the recovered business process elements are business-independent, which including most of the utilities, input/output, and other auxiliary code. Secondly, manual interventions are done by the business experts in order to refine the preliminary business processes. Business experts could add or remove new business elements in a business process model; join or split a business process model; or even, they could discard a whole model. The next section presents the main contribution of this paper in detail: the declarative model transformation.
KDM-to-BPM Transformation
The KDM-to-BPMN transformation is a model transformation which is part of the L2-to-L3 transformation of MARBLE. The model transformation takes, as input, a KDM code model and produces, as output, a business process model according to the BPMN metamodel. Basically, the transformation carries out a business pattern matching that is implemented using the QVT-Relation language.
Firstly, this section explain briefly the metamodels used in both kinds of models, the input and output model. Secondly, it presents the set of patterns, which is used to carry out the pattern matching through the model transformation. Finally, it shows the most important implementation details of the model transformation using QVT.
Involved metamodels
The KDM metamodel is divided into several packages organized in different abstraction layers. The transformation takes a KDM model that considers only the code and action packages at the program element layer of KDM. The code package enables the representation of code elements of legacy systems and their associations in a technological-independent manner. The action package extends the code package to represent behavior descriptions and control-and data-flow relationships between code elements. Fig. 4 shows the KDM metamodel concerning code and action packages. A legacy system is represented as a CodeModel element, the root metaclass. A CodeModel is composed of AbstractCodeElements, a meta-class that represents an abstract class for all KDM entities that can be used as CallableUnit, StorableUnit, etc. The CodeElements are also interrelated by means of AbstractCodeRelationships, a meta-class to represent an abstract class for all KDM relationships that can be used to represent the code such as Flow, Calls, Reads, Writes.
The BPMN metamodel is used to represent the target models obtained after the model transformation. 
Pattern matching to detect business elements in KDM models
The L2-to-L3 transformation is based on ten business patterns, which identify specific structures of meta-classes in the KDM models and establishes other specific structures of business meta-classes in output models. The patterns are built taking into account business patterns that are usually used by business experts for modeling business processes [1, 25] . The patterns proposed in this paper specify additionally those structures of source code elements (defined through KDM elements) that originate the specific business structures in BPMN models. Table 1 depicts the ten patterns grouped by category. There are three categories of patterns according to the type of elements managed by the pattern: (i) sequence patterns, (ii) event patterns, and (iii) data patterns. P10. Data Output. Each piece of output data involved in a callable unit is transformed into a data object and an association instance from the task (built from the callable unit) to the data object. It excludes as output data the auxiliary and intermediate data in the body of the callable unit. The output data is the data returned by the callable unit or external data related to databases or files.
Implementation of the L2-to-L3 transformation
The model transformation is implemented by means of QVT-Relation. QVT-Relation is the selected language to implement the proposed patterns due to the fact that it is a declarative language, and therefore it facilitates the definition of declarative constraints that must be satisfied by the meta-class instances of the input and output models.
A model transformation defined through QVT-Relation language consists of a set of relations that specify two (or more) domains. A domain is a distinguished typed variable that can be matched in the type of a given model element. Input domains define a set of meta-classes of the input metamodel and a set of constraint bounded to X N those meta-classes that must be satisfied. These domains are usually tagged with the checkonly keyword. Moreover, outputs domains define a template of meta-classes and their properties that must be located, modified, or created in the output model to satisfy the relation. These domains are tagged with the enforce keyword. The model transformation consists of thirteen relations. Fig. 6 shows an overview depicting: (i) each relation and its involved elements, as well as (ii) the patterns supported for each relation.
Due to the space limitation, this paper does not show all the relations, but the most significant ones in charge of model the sequence flows in the target business processes: relations R1, R2 and R4. Fig. 7 shows the relations R1 that implements the P1 pattern. R1 takes any instance of the CodeModel meta-class and generates a BusinessProcessDiagram with the same name. In addition, it triggers the R2 relation in the where clause for each Package element belonging to the input domain. ... Fig. 9 . Relation R4.CallableUnit2Task to support partially the P2 pattern The R2 relation defines the set of Package instances as input domain and instances of the BusinessProcessDiagram meta-class as output domain (see Fig. 8 ). R2 enforces the creation of a Pool and a nested Process instance, which will contain the remaining of business elements obtained through the proposed transformation. Also, R2 triggers the relations R3 and R4 that will define the Task instances of the business process.
} }
Another important relation is R4.CallableUnit2Task (see Fig. 9 ). It defines the set of CallableUnit instances as input domain and enforces the creation of a Task instance in the process according to the argument in the call to this relation. In addition, the where clause (that can be understood as post-conditions of the relation) triggers the remaining of relations in order to fill the business process with elements obtained from another elements within callable units. Moreover, the R4 relation shows the calls to relations R9.ApiCall2CollaborationTask and R13.WritesStorableUnit2DataObject.
Case Study
The presented case study applies the KDM2BPMN transformation to a legacy system, which is based on the case study protocol of Brereton et al. [2] . Next subsections show the case study details according to the protocol: design, case selection, case study procedure, data collection and analysis.
Design
This case study applies the proposed model transformation to a legacy system. Data related to transformation is registered and then analyzed. The unit of analysis of the study is the code packages of legacy system, thus it considers multiple units of analysis. In addition, the case study establishes the following research questions to analyze the obtained results:
Q1. Are the obtained business process models cohesive? Q2. What is the degree of coupling of the business process models? Q3. Is the execution of the transformation efficient?
Questions Q1 and Q2 are related to the quality of the obtained business process diagram, which is measured by means of cohesion (1) and coupling (2) metrics proposed by Rolón et al. [20] . Moreover, question Q3 is related to the time spent on executing the transformation that is analyzed with respect to the total number of elements built into the business process model.
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Case selection
In order to select an appropriate case under study, the most suitable legacy system, the following criteria are defined: (i) the system should be a real-life system; and (ii) it should be an enterprise system.
After the application of those criteria, the selected case was an open source CRM system: Source Tap CRM [22] . It provides a powerful sales management system to improve a sales organization's productivity, allowing management to plan ahead of economic changes in order to effectively manage any market condition. This system, written in Java, consists of 170 source code files divided into 27 packages, and the size of the system is 49.6 KLOC.
Case study procedure
The execution procedure of the case study consists of four stages: firstly, (i) the source code is analyzed and the KDM code models are generated (the first and second MARBLE transformation); secondly (ii) the KDM code models are transformed into BPMN models by the proposed transformation that is executed through MediniQVT, a model transformation engine for QVT Relation; thirdly, (iii) the BPMN models are inspected and several measures are taken; and finally, (iv) the conclusions of the case study are obtained by means of the analysis of the measured values. Table 2 summarizes the data collected after the execution of the transformation: the package column represents the source code package which is transformed into a business process model; #KDM models and #BPM models represent the number of those models obtained; #Tasks, #Seq. Flows between Tasks and #Output Data Objects are the three base metrics to calculate COHESIO (1) and COUPLI G (2) metrics; #Elements represents the total number of elements; and finally Transf. time (ms) represents the milliseconds spent to obtain each BPMN model. Analysis A set of 27 BPMN models was obtained after the execution. Then, the collected data is analyzed in order to draw conclusions. In order to respond to questions Q1 and Q2, Fig. 10 (left side) shows the density charts of the Coupling and Cohesion. Both density functions follow a normal distribution, approximately. Cohesion has a mean of 0.74 that is more close to 1.0. Coupling has a mean of 0.28 that is close to zero. Thus, the transformation can obtain cohesive and loosely coupled BPMN models.
Data Collection
Additionally, the transformation time is analyzed in order to answer question Q3. The 27 BPMN models were obtained with an average size of 21.6 tasks per diagram and an average time of 0.99 seconds. In addition, the feasibility of the time values for systems that are larger than Source Tap CRM must be evaluated. Fig. 10 (right side) shows the scatter chart of size/time which reports a linear relationship between the size and time spent on the execution. Due to the fact that the size/time relationship is not exponential, the time increase for large systems will be predictable. 
Related Work
There are a lot of works in literature related to the recovery of business knowledge from legacy information systems. Cai et al. [3] propose an hybrid approach that combines the requirement reacquisition with dynamic and static analysis technique in order to extract complex business processes that are triggered by external actors. Firstly, a set of use cases are recovered by means of interviewing the users of the legacy system. Secondly, according to those use cases, the system is dynamically traced. Finally, the traces are statically analyzed to recover business processes.
Zou et al [26] developed a framework based on the MDA approach that uses the static analysis of source code as technique for extracting business processes by means of a set of heuristic rules to transform code entities into business entities. Moreover, the legacy source code is not the only artefact analyzed to obtain business processes. Di Francescomarino et al consider user interfaces [4] ; this work proposes a technique for recovering Business Processes by means of a dynamic analysis of the GUI-forms of the Web applications that are exercised throughout the user navigation. The database is another artefact used to recover business knowledge. Paradauskas et al. [15] present a framework to recover business logic through the analysis of the data stored in databases. Also, Perez-Castillo et al. [18] propose a reengineering framework to extract business logic from relational database schemas. In other cases, documentation is also used to recover process. Ghose et al [5] propose a set of textbased queries in source code and documentation for extracting business knowledge from systems.
Despite the fact that business process recovery or business knowledge has been widely studied for many years, the proposals lack of the model-based formalization, standardization and interchange common format that provide ADM and KDM. Izquierdo, J. L. C. and J. G. Molina [7] propose a domain specific language for extracting models in ADM-based processes using Gra2MoL. In addition, PerezCastillo et al. propose MARBLE [16] , the ADM-based framework using KDM presented in this paper.
Conclusion
This paper proposes the KDM2BPMN model transformation within MARBLE, an ADM-based framework to rebuilt business processes embedded in legacy systems in order to facilitate and improve the evolutionary maintenance. For instance, when a new modification is requested, MARBLE facilitates the source code location of those business process concepts related to the required modification.
The KDM2BPMN transformation focuses on transform KDM code model into BPMN models that represents the business processes. The transformation is implemented by means of QVT-Relation, since it facilitates the implementation of the set of business patterns. The patterns define what parts of legacy code are transformed into specific business elements. The obtained business processes are undoubtedly preliminary, since there is a lot of business knowledge that is not embedded in source code. In a desirable scenario, the obtained business processes should be refined by the business experts as proposed in MARBLE. Despite this fact, the business processes obtained through the transformation help maintainers and business experts to comprehend the system in the business environment.
In addition, the case study reported that the proposed transformation can obtain BPMN models in a cohesive and non-coupling manner. Also, it reports that the transformation can be scalable to large legacy systems, since the business process models were obtained in linear time with respect to the size of the models.
The future extensions of this work will focus on addressing case studies with enterprise legacy systems, where system and business experts will assess the extent to which business processes represent faithfully the company's operation. Moreover, these case studies may also help to detect new business structure needs that will provide the definition of more refined patterns.
