Archival of experimental data in public databases has increasingly become a requirement for most funding agencies and journals. These data-sharing policies have the potential to maximize data reuse, and to enable confirmatory as well as novel studies. However, the lack of standard data formats can severely hinder data reuse.
OPEN SCIENCE AND OPEN DATA
In 1660, a group of English polymaths and natural philosophers met in London for the first time, to create what would soon become the The Royal Society of London for Improving Natural Knowledge, also known as the Royal Society.
1 The very first scientific society in human history had a founding principle well summarized by its motto nullius in verba, which means "take nobody's word for it". By formalizing the commitment "to verify all statements by an appeal to facts determined by experiment", 2 the Royal Society set the ground for modern science. A few years later, in 1676, a member of the Royal Society, Sir Isaac Newton, wrote "If I have seen further, it is by standing on the shoulders of giants."
Fast-forward to present days, very little has changed in the principles inspiring science. However, one important change took place in the paste decades: joining theory and experiments, computational science has become a fundamental pillar of the scientific endeavor. In parallel, the amount of data produced by scientific investigations has grown exponentially. While, on one hand, this explosive growth is contributing to impressive advances in science, on the other hand, it is making harder to validate each other's work. 3 Too often, data underpinning scientific conclusions is not publicly available, making impossible to validate or extend the results. Nowadays, by contrast to the early days of the digital era, publishing all data generated by a research project has become easier. General-purpose repositories such as Zenodo 4 and Figshare  5 can store, curate, and preserve datasets, providing permanent citable resource which are accessible to the public, free of charge. Moreover, best-practices for data curation are starting to gain widespread acceptance.
6, 7
Data sharing empowers scientists to participate in the process of validating and extending the scientific knowledge, creating opportunities for collaborations, and thus, for faster scientific progress. Additionally, since a large fraction of scientific investigations world-wide are funded by governmental agencies, it is natural to expect that, in general, the produced data be preserved and made accessible to all members of society.
In recent years, reflecting this sensibility and the practical benefits of data sharing, both governmental and private funding agencies have started mandating increasing efforts to preserve, catalog and publish data. In this light, the availability of file formats that are well documented, reliable and easy to use (ideally on any computing platform) is instrumental for promoting data sharing and long term preservation.
Examples of Other Formats
The need for standard file formats for domain-specific data is a common recurrence in many scientific communities. For examples, formats such as FITS 8 and the recently proposed ASDF 9 for astronomy, netCDF 10 for geosciences and NeXus 11 for particle physics, have been developed by their respective communities and have helped catalyzing research and collaboration. Remarkably, except for FITS and ASDF, all other formats mentioned here are HDF5-based. HDF5 has also seen wide adoption in the industry, as exemplified by MathWorks choosing HDF5 as the default data format in MATLAB (.mat files are in fact HDF5 files since version 7.3).
In the microscopy community, it is customary to save image and video data in TIFF format or as plain binary files. In the single-molecule imaging community, a new file format for camera-based experiments called SMD has been recently proposed.
12 Camera-based experiments typically employ surface-immobilized samples. In these experiments, time-binned intensity time traces are extracted for each emitter detected in the recorded video file. Due to fluorophore photobleaching, time traces have relatively short duration and therefore space requirements are much less of a problem than for freely-diffusing time stamp-based measurements. SMD files are based on the widespread JSON format, which, since it is text-based, ensures long term accessibility to the data. Unfortunately, SMD is unsuitable to store large time stamp-based datasets such as those produced by freely-diffusing single-molecule fluorescence experiments.
INTRODUCING PHOTON-HDF5
Photon-HDF5 is a file format for storing single-molecule fluorescence data acquired using single-photon detectors (typically single-photon avalanche diodes, or SPADs). In this class of experiments, encompassing a great variety of experimental techniques, photon time stamps and possibly other per-photon data (e.g. detector numbers, TCSPC nanotimes, etc...) are saved without binning. Photon-HDF5 defines a conventional layout that is suitable for this kind of time stamp-based data. By defining a common format, we aim to facilitate data sharing and interoperability between different scientific software. Additionally, by employing a well documented structure and by including a rich set of metadata, we aim to preserve the accessibility of experimental data in the foreseeable future.
In this article, which closely follows a previous publication of ours, we briefly illustrate design principles, general structure and resources related to Photon-HDF5. For a more complete description we point the reader to our previous publications 13, 14 and to the Photon-HDF5 website.
Design and Features
Photon-HDF5 is based on HDF5 and therefore inherits all its advantages. In particular, HDF5 is an open standard which is platform-and programming language-agnostic. HDF5 is also an efficient binary format, which transparently supports compression and partial loading of datasets. Open source HDF5 implementations for the majority of programming languages are widely available (in most high level languages, HDF5 libraries bind to the official HDF5 C library).
In designing Photon-HDF5, we followed a set of general principles which are also useful for other scientific formats:
• self-describing: each data field embeds a plain text description explaining the purpose of the field;
• self-contained: it contains all the information necessary to analyze the data;
• suitable for long-term archival: rich metadata record experimental details, provenance, author and software version;
• supports arbitrary user data;
• support software is open source (under MIT license).
Additionally, in order to support a wide range of single-molecule fluorescence data, Photon-HDF5 has the following features:
• supports any number of spectral, polarization or "beam-split" channels (i.e. channels split with nonpolarizing beam splitters);
• supports single-and multi-spot data;
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• extensible: the bulk "photon-data" (present in all types of measurements) is logically separated from data specific of a single measurement type (figure 1).
Photon-HDF5 currently supports 2-color smFRET, µs-ALEX with 2 or 3 colors and ns-ALEX (also known as PIE) measurement types. Furthermore, thanks to its extensible structure, new measurement-types can be defined in backward-compatible manner. 17 We encourage users to join the mailing list 18 to discuss the definition of new measurement types (see section 2.3).
Photon-HDF5 Layout
Data in Photon-HDF5 files is organized in 5 main groups (see figure 2 and 3) . The photon_data and setup groups (figure 2) contain all the raw data, measurement type specifications and parameters and hardware description. The remaining groups (figure 3), sample, identity and provenance, contain metadata about the measured sample, identification information (author, file creation date, software used, etc...) and provenance (original data file before conversion, orginal acquisition software, etc...). A more detailed overview can be found in previous papers, 13, 14 while the full specifications are part of the official Photon-HDF5 documentation. 
Development and Feedback
All Photon-HDF5 development (both specification documents and software) take place publicly on GitHub Users can contribute feedback and corrections to software or documentation using GitHub "Issues" or "Pull Requests". Furthermore, users are welcome to propose extensions to the file format to accommodate or facilitate new use cases. We provide contributor's guidelines 21 and publicly acknowledge all contributions.
We encourage all interested parties to join this effort and participate in shaping the future of the Photon-HDF5 format. We highlight the separation between experimental data and metadata, as well as the modularity of defining measurement type. New measurement types can be independently defined by users and submitted the Photon-HDF5 community for inclusion in the official specifications. This approach assures the flexibility needed to cover all the experimental niches, while promoting transparency and a common schema to describe different experimental techniques.
Supporting Software
Photon-HDF5 files can be read in the HDF5 graphical viewer HDFView 22 which also allows exporting arrays for use in other software. Photon-HDF5 files can be accessed by the majority of programming languages used for scientific computing, including C, Java, Python, R, Perl, Julia, MATLAB and LabVIEW. Specific procedures vary for each programming language. To help new users, we provide examples of how to read Photon-HDF5 files in Python, MATLAB and LabVIEW.
23
To write valid Photon-HDF5 files from scratch, we developed an open source Python library called phconvert. 24 Phconvert simplifies creating or converting Photon-HDF5 files, automating many of the requirements for creating valid files (e.g. it checks data type, inserts descriptions and automatically generates metadata fields).
In addition to the library, phconvert also includes a set of Jupyter notebooks 25 (a web-based interface) which can be used to convert common file formats (PicoQuant's HT3 or Becker&Hickl's SPC) to Photon-HDF5. These notebooks serve also as examples of how to use the phconvert library. Users can run phconvert's notebooks locally or online using the Photon-HDF5 Converter Service described in section 2.5.
For all other programming languages, we provide an easy-to-install script called phforge 26 which has the same benefits as the phconvert library (which is used under the hood).
Online Converter
To allows users to try generating Photon-HDF5 from existing data files without requiring any software installation, we provide a demonstration online converter. 27 With this service, users can convert existing data files from PicoQuant's HT3 or Becker&Hickl's SPC formats to Photon-HDF5. The converter leverages the MyBinder.org service from Freeman Lab to provide remote execution of the file-conversion notebooks. 25 The same Jupyter notebooks are included in the the phconvert repository and can be executed locally.
SOFTWARE USING PHOTON-HDF5
In this section we list software supporting Photon-HDF5 either as input format (read support) or as storage (write support). All software listed here is open source. 
FRETBursts

28 is an open source Python package for single-molecule FRET burst analysis. It supports a wide range of standard analysis technique such as single-and dual-channel burst search, 29, 30 background-dependent burst search threshold, burst selection, population fitting. FRETBursts is Python library which can be conveniently used inside the Jupyter Notebook environment.
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FRETBursts can load any smFRET data stored in Photon-HDF5 files. Supported measurement types include 2-color smFRET, µs-ALEX, ns-ALEX or multi-spot smFRET data. When loading a Photon-HDF5 file, FRETBursts recognizes the measurement type by reading the relevant Photon-HDF5 fields.
FRETBursts can be used to perform standard state-of-the-art burst analysis or as a toolkit for implementing novel analysis techniques.
PyBroMo
PyBroMo is a 3D Brownian motion simulator for one or multiple populations of freely-diffusing singly-or doublylabeled particles, excited by a diffraction limited laser. PyBroMo saves fully-compatible Photon-HDF5 files containing smFRET data.
PyBroMo, by default, uses a numerical PSF computed via rigorous vectorial electromagnetic simulation of a 3-layer system (objective medium, cover-glass and sample) and an Abbe-corrected objective lens computed with the PSFLab software. 31 Users can compute their own PSF and use it with PyBroMo. PyBroMo simulates diffusion of N particles in a simulation box of user-defined size (typically, 6 − 12 µm side length). Number of particles and volume determine the simulated particle concentration. In a first step, the particle spatial trajectories and emission rates are simulated. The same trajectories can be reused to simulate discrete photon emission events (timestamps) for a single population or for a mixture of populations characterized by different FRET efficiencies and/or brightness.
Among other things, PyBroMo can be used to test the performance of smFRET burst analysis methods in identifying and characterizing different smFRET populations. Files created by PyBroMo can be directly analyzed with FRETBursts.
CONCLUSIONS
Within a single research group, Photon-HDF5 will allow saving time and efforts to comply with data sharing policies by using a well documented format, instead of maintaining and documenting internally used formats. The open development of Photon-HDF5, guarantees that individuals or groups can contribute and propose new features to fit their own particular needs, while immediately making the new files intelligible to and shareable with other users.
Additionally, by facilitating data sharing an interoperability between software, Photon-HDF5 can improve reproducibility and promote new collaborations between research groups. We encourage interested parties in the industry and in academia to participate in making Photon-HDF5 a valuable tools for the single-molecule community.
