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Résumé
De nos jours capteurs et effecteurs peuvent être utilisés de
multiples façons et dans différents espaces, créant ainsi des
environnements intelligents. Cet article décrit une formal-
isation d’un environnement intelligent et de son fonction-
nement, qui permet de vérifier la consistance logique et la
conformité de l’environnement. Cetteformalisation est faite
à travers une ontologie représentant le domaine de con-
naissance, ses éléments seront instanciés à partir de textes
en langue naturelle. Ces textes décrivent la configuration
physique de l’environnement et le fonctionnement désiré
par l’utilisateur de l’environnement. Nous avons choisi
OWL pour représenter formellement notre environnement,
augmenté de règles SWRL pour représenter l’aspect dy-
namique du fonctionnement du système et SQWRL pour
interroger notre modèle conceptuel. Nous montrons com-
ment la consistance et la conformité sont vérifiées grâce à
ce formalisme.
Mots Clef
Conception d’ontologie ; spécification ; vérification
formelle ; environnement intelligent.
Abstract
Nowadays sensors and actuators are increasingly used in
different spaces, creating intelligent environment. This ar-
ticle aims to describe a formalisation of an intelligent en-
vironment and its operation, in order to check its consis-
tency and its conformity. This is done through an ontology
representing the domain knowledge, whose elements will
be instantiated from natural language texts describing the
physical configuration of an intelligent environment and a
scenario describing the operation desired by the user of the
environment. We chose OWL to represent formally our en-
vironment augmented with SWRL rules to represent the dy-
namic aspect of the operation system and SQWRL to query
our conceptual model. We show how consistency and con-
formity are checked thanks to this formalism.
Keywords
Ontology conception ; specifications ; formal verification ;
intelligent environment ;
1 Introduction
La profusion et la diversité des capteurs laisse imaginer une
multitude de configurations de manière à ce qu’un environ-
nement intelligent s’adapte aux besoins d’une personne.
Le projet ENVIE VERTE 1 dans lequel se place le tra-
vail décrit dans cet aricle, a pour but de permettre le pi-
lotage d’un environnement intelligent à l’aide de textes en
langue naturelle, décrivant l’aspect physique de l’environ-
nement (le nombre de capteurs, leur type, leur localisation,
leurs interactions, ...), ainsi que les besoins utilisateurs (ne
pas éclairer les pièces vides, éclairer une pièce à l’arrivée
d’une personne, ...). Avant de déployer un tel système, il est
nécessaire de vérifier sa conformité, i.e. l’environnement
est correctement configuré par rapport aux spécifications
utilisateurs, et sa cohérence logique, i.e. aucune contradic-
tion n’apparaît dans son fonctionnement. Ces vérifications
exigent des spécifications précises et non ambiguës de l’en-
vironnement et des besoins utilisateurs. Comme les textes
en langue naturelle ne satisfont pas ces exigences, nous
proposons de construire une représentation conceptuelle
intermédiaire, qui fera le lien entre langue naturelle et spé-
cifications formelles ([4] [11] [17]).
Notre premier objectif est donc de construire une représen-
tation conceptuelle d’un environnement intelligent qui sera
instanciée à partir de descriptions d’environnements et
des exigences d’utilisateurs fournies sous forme de scé-
narios. Cette représentation conceptuelle devra permettre
de générer des spécifications formelles qui seront véri-
fiées à l’aide de méthodes formelles, et d’en dériver le
déploiement de la configuration du réseau de capteurs. A
cette fin, nous proposons la création d’une ontologie de
haut niveau en OWL [21], qui modélise les types d’élé-
ments présents dans un environnement intelligent et leurs
1. financé par DIGITEO, projet DIM LSC 2010.
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interactions. L’originalité de notre approche repose sur l’u-
tilisation du formalisme logique de OWL pour représenter
l’environnement et raisonner dessus, ce qui permet de véri-
fier sa cohérence et sa conformité. Cette modélisation con-
tient deux parties : une partie statique qui conduit à créer
des individus pour représenter un environnement donné, et
une partie dynamique qui conduit à créer des règles pour
la représentation des scénarios utilisateurs. La cohérence
et la conformité sont vérifiées si les instanciations décidées
à partir des textes sont réalisables, donc consistantes avec
l’ontologie, et par la définition de requêtes systématiques
sur la base de connaissances créées.
Cet article suit l’organisation suivante. D’abord nous
décrivons dans la section 2 l’environnement intelligent, ses
composantes et les deux types de descriptions textuelles.
Section 3, nous précisons le type de vérifications envis-
agées. Dans la section 4 nous présentons le modèle con-
ceptuel élaboré pour représenter les descriptions. Dans la
section 5, nous montrons l’utilisation de notre modèle pour
vérifier la cohérence des descriptions en langue naturelle
sur un cas d’application. Dans la section 7, nous présentons
l’état de l’art, avant de conclure et présenter les travaux fu-
turs.
2 Environnement intelligent
L’environnement intelligent consiste en un ensemble d’ob-
jets communicants (capteurs, effecteurs et processus de
contrôle) qui peut être vu comme un réseau de capteurs.
Ces objets influencent le fonctionnement des équipements
de l’environnement, sous des conditions bien définies.
On peut distinguer une partie matérielle : les différents
équipements, leur nombre, leur type, leur localisation etc.
et une partie logicielle : la configuration du fonction-
nement.
Ces deux aspects permettent de décrire le fonctionnement
général d’un environnement intelligent :
– Un capteur détecte l’apparition d’un phénomène ou
mesure un phénomène quantifiable dans un espace re-
streint.
– Un phénomène, pour être détecté ou mesuré par un cap-
teur, doit être localisé dans la zone de capture du capteur
et être du type perçu par le capteur (température, mou-
vement, ...)
– Un effecteur est fixé ou connecté à un appareil de l’en-
vironnement.
– Quand un phénomène (ou un ensemble de phénomènes)
est mesuré ou détecté, un contrôle des informations col-
lectées est effectué et peut conduire à l’activation d’un
ou plusieurs effecteurs pour enclencher une ou plusieurs
actions (allumer, éteindre, diminuer, augmenter) sur les
appareils auxquels ils sont connectés.
– Un effecteur peut être activé par un capteur (ou un en-
semble de capteurs) s’il est localisé dans la zone (leurs
zones) de contrôle et est capable d’analyser les informa-
tions perçues et transmises par le(s) capteur(s).
Pour piloter son environnement, un utilisateur détermine,
selon la configuration physique de l’environnement, les
fonctions devant être installées pour satisfaire ses besoins.
La figure 1 illustre comment un utilisateur pourra config-
urer son environnement à partir de textes. Dans le sys-
tème complet, les descriptions seront analysées automa-
tiquement pour instancier les concepts d’une ontologie en
OWL représentant le réseau de capteurs et l’environnement
dans lequel il est déployé. Cette représentation sera utilisée
pour engendrer un modèle formel. La vérification du mod-
èle résultant sera effectuée pour détecter les inconsistances
et les informations manquantes et ainsi permettre de cor-
riger et améliorer le modèle en interagissant avec l’utilisa-
teur jusqu’à ce qu’il soit consistant et corresponde à ses be-
soins. Nous avons choisi de répartir les vérifications à met-
tre en place selon les formalismes choisis. Celles-ci seront
donc effectuées en deux phases. Nous effectuerons d’abord
les vérifications de cohérence et de conformité lors de la
représentation en OWL des informations données en lan-
gage naturel. Ces vérifications sont bien adaptées à ce type
de formalisme. Les vérifications de propriétés générales,
plus lourdes et complexes, seront effectuées par applica-
tion de méthodes formelles, dans un deuxième temps. Dans
cet article nous nous concentrons sur la conception de l’on-
tologie et des vérifications qu’elle autorise.
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FIGURE 1 – Architecture du processus de configuration
Dans le cadre de notre projet les descriptions sont écrites
en anglais. Ces descriptions peuvent être séparées en deux
parties :
1. Description de l’environnement intelligent : décrit les
composants de l’environnement (capteurs, effecteurs,
processus physique, ...), leur nombre, leur type, leur
localisation et leur manière d’interagir. Cette partie
définit l’état statique de l’environnement et doit être
analysée avant les besoins utilisateur.
L’environnement intelligent décrit ci-dessous est
représenté par la figure 2.
Exemple : L’appartement vert possède un couloir,
deux chambres, une salle de bain, et un grand liv-
ing qui contient une salle à manger et une cuisine.
Chaque pièce est équipée de capteurs de mouvement.
Chaque ampoule est équipée d’un effecteur.
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2. Besoins utilisateur : décrit comment et sous quelles
conditions les objets de l’environnement doivent in-
teragir. Cela permet de produire différentes instancia-
tions de l’ontologie selon différents scénarios.
Exemple : Quand le mouvement d’une personne est
détecté dans le salon, allumer le salon et la cuisine.
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FIGURE 2 – L’appartement vert
3 Vérification de l’environnement
intelligent
Avant le déploiement de l’environnement intelligent, il
est important de vérifier que son fonctionnement est con-
forme aux spécifications. Ces vérifications seront réalisées
à l’aide de méthodes formelles, qui requièrent des spé-
cifications précises et non ambigües. Ainsi la représenta-
tion conceptuelle du fonctionnement de l’environnement
ne doit contenir ni contradictions ni ambiguïtés. Elle doit
de plus représenter toutes les propriétés de fonctionnement
de l’environnement pour être admissible.
3.1 Modèle choisi
Nous avons décidé d’utiliser OWL (Web Language Ontol-
ogy) pour la conception de notre modèle. OWL grâce à
son formalisme logique basé sur les logiques de descrip-
tions [2] offre une grande expressivité de représentation des
connaissances [14]. OWL permet de raisonner sur une on-
tologie afin de vérifier sa consistance logique. OWL étendu
par un Langage de Règles pour le Web Sémantique SWRL
[13], permet de représenter l’aspect dynamique du fonc-
tionnement de l’environnement. Le langage de requêtes
SQWRL [19] permet d’interroger l’ontologie de manière
à y détecter anomalies et informations manquantes.
3.2 Vérifications nécessaires
Dans ce travail, les vérifications portent sur deux aspects :
1. Consistance logique : le fonctionnement de l’envi-
ronnement ne contient aucune contradiction ni inco-
hérence ;
2. Conformité : le fonctionnement de l’environnement
est conforme aux attentes des utilisateurs.
Ces deux aspects sont vérifiés sous deux angles :
– Vérification de la configuration physique ;
– Vérification des scénarios utilisateur.
Nous projetons aussi de vérifier l’état de l’environnement
pour différents scénarios et vérifier des propriétés supplé-
mentaires comme la sécurité, l’économie d’énergie, ...
Une part importante de ces vérifications est faite à l’aide
d’OWL. Néanmoins OWL ne permettant pas le raison-
nement non monotone, cela limite la portée des vérifica-
tions. Par exemple, il n’est pas possible de représenter le
changement dynamique de l’état d’un individu. De plus la
vérification des propriétés supplémentaires est en dehors
de la portée d’OWL. Nous envisageons donc pour vérifier
ces propriétés supplémentaires d’utiliser Focalize (http:
//focal.inria.fr) [10], atelier qui permet d’écrire des
spécifications et de faire des preuves. Dans l’article nous
montrons comment nous utilisons OWL dans ce contexte
de vérifications.
4 Conception de l’ontologie
Une ontologie représente un domaine de connaissance de
façon compréhensible pour un humain et un ordinateur.
Elle est formée par un ensemble de concepts organisés
hiérarchiquement et définis par des propriétés. Plusieurs
études portent sur le développement d’ontologies pour
représenter des réseaux de capteurs [20], [1], des environ-
nements intelligents [12], ou le fonctionnement de com-
posants de réseaux de capteurs[21]. Notre problématique
nous amène à modéliser le fonctionnement d’un environ-
nement intelligent à partir du fonctionnement d’un réseau
de capteurs et de ses interactions avec les différents ob-
jets de l’environnement. Le but est d’identifier les concepts,
individus et propriétés du domaine, ainsi que la représen-
tation la plus appropriée pour représenter formellement le
fonctionnement de l’environnement intelligent.
La modélisation de l’environnement étant moins soumise
au changement que les besoins utilisateurs, la structure
de l’ontologie (concepts et propriétés) peut être conçue et
figée à partir de l’étude du domaine des environnements in-
telligents et des réseaux de capteurs. Au contraire, l’instan-
ciation de l’ontologie variera en fonction des descriptions
de la configuration physique de l’environnement et des be-
soins utilisateur et sera réalisée automatiquement. Les sec-
tions suivantes définissent les concepts et propriétés que
nous avons retenus.
4.1 Concepts
Il apparaît dans la section 2 que nous avons besoin de
définir les concepts qui représentent les composants d’un
réseau de capteurs, les localisations, les phénomènes et
processus physiques. Dans notre modèle, cf. figure 3, nous
considérons que les composants du réseau de capteurs sont
les capteurs et les effecteurs. Le fonctionnement des con-
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trôleurs, qui mettent en relation capteurs et effecteurs, peut
être modélisé à l’aide du formalisme logique d’OWL (con-
traintes et règles d’inférence). Nous faisons aussi la distinc-
tion entre deux types de phénomènes, ceux qui apparais-
sent soudainement (mouvement, fuite de gaz, ...) qui feront
partie de la classe Event et ceux qui peuvent être mesurés
(température, humidité, ...) qui appartiendront à la classe
Measurable. Il s’ensuit que nous distinguons deux types
de capteurs, ceux qui détectent et appartiennent à la classe
Detecting_sensor et ceux qui mesurent et appartiennent à
la classe Measuring_sensor.
La figure 3 montre l’organisation hiérarchique de l’ontolo-
gie. Il est à noter que nous ne représentons pas en détail
les différents types de capteurs, ces connaissances n’inter-
venant pas dans les vérifications que nous effectuons. Ils
seront pris en compte lors du déploiement.
4.2 Propriétés
Les concepts sont définis par un ensemble de propriétés
(cf. figure 3). Ci-dessous sont énumérées les propriétés qui
modélisent le fonctionnement de l’environnement. (entre
parenthèses figure le nom de la propriété ) :
– Un phénomène a un type (Has_type).
– Un capteur a une localisation (Located_in), une zone
de capture (Zone_of_sensing), une zone de contrôle
(Zone_of_control) et un type de phénomène perçu (Per-
ceived_type).
– Un élément de la classe Measuring_sensor mesure un
mesurable (Measure).
– Un élément de la classe Detecting_sensor détecte un
événement (Detect).
– Un effecteur actionne un processus physique (Actu-
ate_on) et gère un ou plusieurs types de phénomènes
(Managed_type)
La figure 3 montre comment les concepts sont reliés dans
l’ontologie via les propriétés. Le lien Is_a décrit une tax-
onomie le long de laquelle les propriétés sont héritées.
La notion de type est utile pour associer un phénomène
et les capteur et effecteur qui doivent participer au même
processus. Ainsi nous pouvons garantir qu’un phénomène
sera pris en charge par le capteur approprié qui activera
l’actionneur approprié.
On distingue deux types de propriétés : i) les propriétés qui
sont associées aux individus lors de l’instanciation de l’on-
tologie, Located_in, Zone_of_sensing et Actuate_on, qui
doivent être définies dans les descriptions et seront util-
isées dans le processus d’inférence ; ii) les propriétés qui
sont générées par raisonnement, e.g. Detect et Measure, qui
seront associées aux individus par les règles d’inférence.
4.3 Individus
La partie de l’ontologie soumise au changement est son
instanciation selon un environnement spécifique et les be-
soins utilisateur. Les individus et leurs propriétés seront ex-
traits automatiquement des descriptions d’environnement
et de scénarios. Leurs propriétés seront utilisées pour
classifier automatiquement chaque individu. Ainsi chaque
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FIGURE 3 – L’ontologie
pièce de l’environnement sera identifiée comme individu
de la classe Location. Chaque phénomène détecté dans les
textes sera classé comme individu de la classecEvent ou de
la classe Measurable. De cette façon chaque instance per-
tinente extraite des textes trouvera sa place en tant qu’indi-
vidu de l’un des concepts de l’ontologie représentée dans
la figure 3.
4.4 Raisonnement sur l’ontologie
Durant le raisonnement, des inférences sont faites, classi-
fiant les individus de l’ontologie et créant de nouvelles as-
sertions tout en maintenant la consistance logique.
Classification et Assertion. Les axiomes d’OWL sont
utilisés pour organiser hiérarchiquement les concepts et
pour classifier les individus. Soient C1, C2 deux concepts et
P1, P2 deux propriétés. OWL définit deux types d’axiomes :
i) Axiome d’inclusion C1 v C2 (P1 v P2), e.g.
Detecting_sensor v Sensor
Chaque élément de C1 est un élément de C2, i.e. C1 est une
sous-classe de C2
ii) Axiome d’égalité C1 ≡ C2 (P1 ≡ P2), e.g.
Detecting_sensor ≡ Sensorunionsq∃Detect.Event
Chaque élément de C1 est un élément de C2 et vice versa.
Pour écrire des règles plus expressives, nous utilisons
SWRL. Nous distinguons deux types de règles SWRL.
Règles générales : elles sont indépendantes des descrip-
tions textuelles et représentent le comportement général
d’un environnement intelligent.
Pour éviter d’écrire une règle pour chaque sorte de
phénomène, nous modélisons deux règles (Règle 1, Règle
2) permettant de déduire qu’un phénomène, un capteur et
un effecteur partagent le même type.
Règle 1 : Si le type d’un phénomène est le même que celui
perçu par un capteur, alors ils partagent le même type.
Has_type(?p,?t),Perceived_type(?s,?t)
→ Shared_type(?p,?s)
Règle 2 : Si le type géré par un effecteur et le même que
celui perçu par un capteur, alors ils partagent le même type.
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Managed_type(?a,?t),Perceived_type(?s,?t),
→ Shared_type(?a,?s)
Les règles 3 et 4 indiquent comment les capteurs détectent
ou mesurent un phénomène.
Règle 3 : Un capteur détecte un événement s’il se produit
dans sa zone de capture.
Event(?e),Detecting_sensor(?s),Shared_type(?s,?e),
Located_in(?e,?l), Zone_o f _sensing(?s,?l)
→ Detect(?s,?e)
Règle 4 : Un capteur mesure un phénomène mesurable si
le phénomène est présent dans sa zone de capture.
Measuring_sensor(?s),Measurable(?m),Located_in(?m,?l),
Shared_type(?s,?m),Zone_o f _sensing(?s,?l)
→Measure(?s,?m)
Règles générées : L’analyse textuelle permettra de générer
automatiquement les règles représentant les besoins des
utilisateurs. Nous avons modélisé ces règles et nous
distinguons deux parties dans celles-ci, une partie fixe
indépendante du texte et une partie générée à partir des
descriptions (cette seconde partie est soulignée dans les
règles). Elle correspond au choix de l’action appropriée à
effectuer (allumer, éteindre, augmenter, diminuer).
Lorsqu’un capteur détecte un événement, l’effecteur du
même type allume le ou les appareils qu’il contrôle.
Actuator(?a),Physical_process(?d),Actuate_on(?a,?d),
Detect(?s,?e),Shared_type(?s,?a),Located_in(?a,?l),
Zone_o f _control(?s,?l)→ Turn_on(?a,?d)
Lorsqu’un capteur mesure une valeur
supérieure à 30 par exemple, l’effecteur du
même type diminue l’appareil qu’il contrôle.
Actuator(?a),Physical_process(?d),Actuate_on(?a,?d),
Measure(?s,?m),Shared_type(?s,?a),Located_in(?a,?l),
Zone_o f _control(?s,?l),Has_value(?m,?v),
greaterT han(?v,30)→ Reduce(?a,?d)
Vérification de la consistance. Classifications et asser-
tions peuvent s’effectuer seulement si elles sont consis-
tantes avec l’ontologie.
Soient C et C′ deux classes, P une propriété, x et y deux
individus.
- Si C′ est donné ou déduit comme étant une sous-classe
de C, il est nécessaire de vérifier que chaque individu de la
classe C′ peut appartenir à la classe C. Donc si un individu
associé à C′ ne peut appartenir à C alors l’ontologie est
inconsistante.
- Si C(x) est donné ou déduit, il est nécessaire de vérifier
qu’il est possible pour un individu x d’appartenir à la classe
C. Donc si x appartient à C′ qui est disjoint avec C alors
l’ontologie est inconsistante.
- Si P(x,y) est donné ou déduit alors il est nécessaire de
vérifier que x puisse appartenir au domaine de la propriété
et y à son image.
Avec OWL, il est également possible d’empêcher qu’un ef-
fecteur effectue deux actions opposées simultanément (ex :
turn_on(A, light_kitchen) et turn_off(A, light_kitchen)). En
revanche, deux actions opposées, effectuées simultané-
ment par deux effecteurs différents (ex : turn_on(A_1,
light_kitchen) et turn_off(A_2, light_kitchen)) ne sont pas
incohérentes au sens d’OWL.
Aussi, pour empêcher ce type d’apparition, nous utilisons
SQWRL [19], un langage basé sur SWRL pour l’inter-
rogation d’ontologies, fournissant des opérateurs pour la
recherche de connaissances sous OWL. Cela nous permet
d’effectuer des requêtes sur les connaissances et donc de
pouvoir vérifier la présence d’actions opposées pouvant en-
gendrer des inconsistances.
La détection d’inconsistances permettra de reconsidérer les
analyses de textes réalisées ou de faire modifier ces textes
par l’utilisateur.
Vérification de la conformité. Pour vérifier la confor-
mité de l’environnement intelligent, nous avons défini des
requêtes systématiques sur l’ontologie en SQWRL, à la
recherche de spécifications incorrectes ou manquantes. Ces
requêtes permettent par exemple de rechercher :
– les capteurs qui n’ont pas de zone de capture définie,
– les capteurs qui n’ont pas de zone de contrôle définie,
– les capteurs qui ne peuvent activer aucun effecteur,
– les effecteurs qui ne sont reliés à aucun appareil,
– les effecteurs qui ne reçoivent d’information d’aucun
capteur.
Le résultat de ces requêtes permettra de corriger et
d’améliorer les descriptions textuelles et le modèle.
5 Application
Nous détaillons un cas sur lequel appliquer notre modèle,
afin de montrer comment l’instanciation et les vérifications
sont effectuées. La création de l’ontologie a été réalisée
sous Protégé, la consistance et la conformité sont implé-
mentées sous Jena, une api Java permettant de créer et ma-
nipuler des ontologies en OWL.
5.1 Description du cas
Physical configuration description : the green apartment
includes a hall, two bedrooms, one bathroom and a liv-
ing room which includes a kitchen and a dining room. The
sensor Stemp measures the temperature of the living room.
The sensor Smove detects movements in the living room. The
living is equiped with a light bulb Lliving on which an actu-
ator ALliving is fixed, and the dining room is equipped with
a heater Hdining on which an actuator AHdining is fixed.
Living room lighting scenario : When a person movement
is detected in the living room, turn on the lights of the living
room.
Living room heating scenario : When a person movement
is detected in the living room, and the temperature is below
20 degrees turn on the heater of the dining room.
5.2 Vérification de la consistance
Les individus tirés de la description de l’environnement :
– Location : dining_room, living_room,hall, ...
– Sensor : Smove,Stemp
– Phenomenon : person_movement, templiving
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– Physical_process : Lliving,Hdining
– Actuator : AHdining
Ci-dessous figurent des assertions devant être extraites des
textes, suivies des déductions qu’elles permettent.
Partie statique
1) - « living room which includes a kitchen. »
représenté par Located_in(dining_room, living_room)
- « dining_room is equipped with a light bulb. »
représenté par Located_in(Lliving,dining_room)
Comme Located_in est transitif,
de Located_in(dining_room, livingroom)
et Located_in(Lliving, living_room)
est déduit Located_in(Lliving, livingroom)
2) « Stemp measures the temperature of the living room. »
représenté par Measure(Stemp, templiving)
Comme le domaine de la propriété Measure est Mea-
suring_sensor, de Measure(Stemp, templiving) est déduit
Measuring_sensor(Stemp)
Toutes les assertions ne sont pas détaillées car elles sont
analogues à celles-ci.
Partie dynamique
1) « When a person movement is detected in the living
room, »
Event(person_movement),Sensor(Smove),
Shared_type(Smove, person_movement),
Located_in(person_movement, living_room),
Zone_o f _sensing(Smove, living_room)
→ Detect(Smove, person_movement)
Supposons que cette règle soit générée pour Sensor(Stemp).
Puisque le domaine de Detect est Detecting_sensor, il sera
inféré que Stemp est un Detecting_sensor et ainsi une in-
consistance apparaîtra, car dans la formalisation Detect-
ing_sensor et Measuring_sensor sont disjoints. Donc l’in-
dividu Stemp ne peut appartenir aux deux.
2) « When a person movement is detected in the living
room, and the temperature is below 20 degree turn on the
heater of the dining room. »
Actuator(AHdining),Located_in(AHdining, living_room),
Actuate_on(AHdining,Hdining),Physical_process(Hdining),
Detect(Smove, person_movement),
Shared_type(Smove,AHdining),
Zone_o f _control(Smove, living_room),
Measure(Stemp, temperature),
Shared_type(Stemp,AHdining),
Zone_o f _control(Stemp, living_room),
Has_value(temperature,?v), lessT hanOrEqual(?v,19)
→ Detect(Increase(AHdining,Hdining)
La propriété Shared_type est déduite par la règle 1 décrite
dans 4.4. Les effecteurs peuvent réagir à différents types
d’information. Les types de ces informations doivent être
spécifiés dans la description de l’environnement.
Scénario incohérent. L’incohérence peut provenir du ré-
sultat du déclenchement de deux actions opposées.
Supposons qu’une deuxième règle déduise
Reduce(AHdining,Hdining). Puisque dans notre mod-
èle, les propriétés Increase et Reduce sont disjointes, une
inconsistance sera générée ; ceci garantit qu’un effecteur
ne peut pour une même instance, effectuer des actions
opposées.
Le cas où un autre effecteur réduit le radiateur au même
moment Reduce(another_actuator,Hdining) ne peut être
empêché lors de déductions sous OWL. On résout le prob-
lème grâce à l’interrogation de l’ontologie.
Propriétés opposées : La requête suivante renvoie l’inter-
section des ensembles de propriétés reduced et increased
sur les processus physiques. Si cette intersection n’est pas
vide alors certaines propriétés sont opposées et donc le scé-
nario doit être corrigé.
?s1 est l’ensemble des processus physiques qu’on ré-
duit, ?s2 l’ensemble de ceux que l’on augmente et ?s3 leur
intersection.
Reduce(?a1,?d1)sqwrl : makeSet(?s1,?d1)
Increase(?a2,?d2)sqwrl : makeSet(?s2,?d2)
sqwrl : intersection(?s3,?s1,?s2)sqwrl : size(?n,?s3)
→ sqwrl : select(?n)
5.3 Vérification de la conformité
En interrogeant l’ontologie, on peut vérifier si l’environ-
nement est correctement configuré ainsi qu’identifier les
spécifications manquantes.
Spécifications manquantes. Les informations man-
quantes peuvent engendrer la non utilisation de certains ap-
pareils et donc amoindrir le potentiel de l’environnement.
Capteurs sans zone de capture : ?s1 est l’ensemble des cap-
teurs dans l’ontologie, ?s2 est l’ensemble des capteurs qui
possèdent une zone de capture et ?s3 l’ensemble de ceux
qui n’en possèdent pas.
Sensor(?s)sqwrl : makeSet(?s1,?s)Sensor(?s_zos)
Zone_o f _sensing(?s_zos,?l)sqwrl : makeSet(?s2,?s_zos)
sqwrl : di f f erence(?s3,?s1,?s2)sqwrl : size(?n,?s3)
→ sqwrl : select(?n)
Effecteurs non-connectés à un processus physique : ?s1 est
l’ensemble des effecteurs de l’ontologie, ?s2 est l’ensemble
des effecteurs qui peuvent actionner un processus physique
et ?s3 est l’ensemble des effecteurs qui ne peuvent action-
ner aucun processus physique.
Actuator(?a)sqwrl : makeSet(?s1,?a)Actuate_on(?ad,?d)
sqwrl : makeSet(?s2,?ad)sqwrl : di f f erence(?s3,?s1,?s2)
sqwrl : size(?n,?s3)→ sqwrl : select(?n)
6 Discussion
L’exemple d’application ci-dessus montre l’intérêt d’ex-
ploiter ontologies et règles pour la représentation et la véri-
fication des spécification données en langue naturelle. La
définition manuelle de règles générales issues du domaine
de connaissance qui décrivent de manière générique le
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comportement des différents composants permet de fournir
un cadre qui sera enrichi par des règles générées à partir
de l’analyse des spécifications en langue naturelle. Ainsi
la représentation conceptuelle ne repose pas seulement sur
les connaissances issues des descriptions en langue et per-
met de lever les ambigüités, notamment lorsque la formula-
tion du texte ne permet pas d’identifier un seul concept ou
individu. Le cadre ainsi définit permet par exemple d’ex-
pliciter le fait qu’un composant qui mesure un phénomène
est un Measuring_sensor même si il est désigné par un
terme général, qu’une instance de composant ne peut à la
fois être un Measuring_sensor et un Detecting_sensor, et
qu’un effecteur ne peut effectuer en même temps deux ac-
tions opposées. Les règles produites sont formées d’une
partie générique enrichie par des éléments reconnus à par-
tir de l’analyse des spécifications. L’intérêt est d’allier flex-
ibilité et bonne qualité de représentation.
Notre approche bien qu’appliquée au domaine des environ-
nements intelligents est généralisable à tout domaine dans
lequel on a à modéliser des interactions possibles.
7 État de l’art
Les modèles formels sont généralement issus de docu-
ments en langue naturelle. En effet la plupart des spécifica-
tions sont écrites en langue naturelle, ce qui leur permet
d’être compréhensible par des non-experts du domaine.
Donc la question du passage de l’informel au formel se
pose naturellement. Plusieurs travaux portent sur ce point,
on peut citer par exemple [17], [9], [11], [4]). Ces ap-
proches révèlent le besoin d’une représentation intermé-
diaire pour passer de spécifications informelles à des spé-
cifications formelles. Dans [17] et [9], le projet EDEMOI
(http://vasco.imag.fr/EDEMOI) a pour but d’appliquer
différentes méthodes formelles pour la certification de doc-
uments de règlementation de sécurité d’un aéroport. Au
préalable un modèle UML a été construit manuellement
en analysant le document de réglementation. Dans [11] les
auteurs utilisent des graphes conceptuels comme représen-
tation intermédiaire pour formaliser les interactions de ser-
vices de télécommunication et engendrer des spécifications
formelles en notation Z. [4] présente l’utilisation des Two-
Level Grammar (TLG), un langage de spécification des
exigences [5], comme représentation intermédiaire pour
passer de la langue naturelle à des spécifications formelles
en VDM++.
Notre choix d’utiliser une ontologie OWL comme
représentation conceptuelle intermédiaire est motivé par sa
sémantique plus expressive que celles des approches citées
et son formalisme logique permettant au système de raison-
ner sur les connaissances représentées. Cette représenta-
tion intermédiaire nous permet de faire un grand nombre
de vérifications, et d’avoir recours aux méthodes formelles
seulement pour prouver d’autres propriétés telles que la
sécurité ou l’économie d’énergie.
La construction automatique d’une ontologie à partir des
textes n’est pas une tâche facile. Une approche complète-
ment automatique n’est pas réaliste. Identifier les concepts
pertinents d’un domaine est trop difficile pour être fait sans
l’aide d’un expert du domaine. C’est pourquoi la plupart
des méthodes et outils de construction d’ontologie sont
semi-automatiques ([3], [8], [7], [6]). Notre modèle ne re-
posant pas sur une organisation complexe de nombreux
concepts et relations, nous n’avons pas eu à recourir à ces
outils et méthodes.
Les ontologies en [20] et [1]sont analogues à des bases de
données pour l’interrogation et la recherche de capteurs.
Dans [20], tous les genres de capteurs sont modélisés selon
leur type de phénomène perçu et [1] décrit les fonctionnal-
ités des capteurs et leurs états courants.
[16] utilise une ontologie pour exprimer l’état d’un en-
vironnement et celui d’une personne assistée sans s’in-
téresser au processus de raisonnement.
L’approche présentée dans [21] est plus proche de nos
travaux dans le sens où les auteurs proposent une ontolo-
gie pour la découverte d’effecteurs et définissent des com-
portements de haut niveau. En revanche leur modélisation
nécessite la description de sous-classes d’appareils, ce qui
implique de définir chacun d’eux, et peut être incomplète.
De la même façon, elle nécessite la définition des différents
types d’opérations, qui sont des propriétés génériques dans
notre modèle qui sont inférées selon le type de phénomène
perçu.
Plusieurs travaux ont déjà fait le lien entre ontologies et in-
génierie des exigences comme par exemple [15] [18]. [15]
représente des connaissances d’ingénierie à l’aide d’une
ontologie, afin de vérifier à l’aide d’axiomes différentes
contraintes. La représentation qu’ils proposent n’a pas vo-
cation au changement ou à l’interaction avec un utilisateur.
Notre ambition est de permettre à un utilisateur non-expert
de piloter son propre environnement, de reconnaitre les
spécifications erronées et incomplètes de sorte à l’aider à
les améliorer. Ainsi, notre approche trouve son originalité
dans l’instanciation automatique de l’ontologie et la pro-
duction dynamique de règles à partir de l’analyse automa-
tique des descriptions en langue naturelle, qui permettent
de faire des vérifications. Dans notre approche, ce que nous
avons besoin de vérifier n’est pas le modèle des connais-
sances (l’ontologie) mais son instanciation, c’est-à-dire les
descriptions de la configuration de l’environnement et des
besoins utilisateurs.
8 Conclusion et travaux futurs
Nous avons décrit une méthode de représentation con-
ceptuelle permettant de faciliter le passage d’une descrip-
tion en langue naturelle à une spécification formelle et
de vérifier tout au long du processus la consistance et la
conformité du modèle conceptuel à l’aide d’une ontologie
en OWL. Cette formalisation autorise la navigation entre
textes et spécifications formelles pour corriger et améliorer
les descriptions textuelles. Nous avons appliqué ce for-
malisme au domaine de la domotique en décrivant une
représentation conceptuelle d’un environnement intelligent
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et de son fonctionnement. Le modèle proposé représente
d’une part la partie statique de l’environnement et permet
de vérifier la conformité et la consistance du système. La
partie dynamique permet de créer des règles représentant
des scénarios utilisateur pour vérifier leur consistance.
Cette représentation conceptuelle qui fait le lien entre
langue naturelle et spécification formelle, est une première
étape dans le processus de développement d’un outil sim-
ple et sûr pour la configuration d’un environnement intel-
ligent. Nos travaux futurs vont se concentrer sur l’analyse
automatique de descriptions et le développement du pro-
cessus interactif pour traduire les besoins d’un utilisateur.
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