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Cílem této práce je navržení metod vhodných pro automatickou tvorbu souborů šipek z hu-
debních souborů k taneční počítačové hře DDR. Tento problém je rozdělen na dvě hlavní
fáze – detekci beatů, tedy stanovení tempa písničky, a samotnou tvorba šipek. Pro detekci
beatů se využívá detekce nárůstů energií v jednotlivých frekvenčních pásmech a následné
statistické zarovnání výsledků. Tvorba šipek pracuje obdobně, zaměřuje se však na detekci
všech výrazných okamžiků hudby a obsahuje logiku pro rozmísťování šipek do jednotlivých
směrů. Testování uživateli ukázalo, že má aplikace potenciál oslovit hráče hledající sadu
jednoduchých šipek pro svou oblíbenou písničku. Kvalita detekce beatů dává prostor pro
využití těchto postupů i mimo rámec ukázkové aplikace. V práci je též navrženo několik
možných vylepšení použitých postupů.
Abstract
The goal of this work is to draft methods suitable for automatic creation of step-files from
music files for a DDR computer dance game. This problem is divided into two main parts
– beat detection, thus determining the song tempo, and determination of steps itselves.
Beat detection is based on detection of energy growths in particual frequency subbands
and following statistical alignment of results. Step creation works similarly, but it focuses
on detection of all intense moments of music and contains a logic for placing steps into
different directions. Testing by users showed that application has the potential to address
players seeking set of simple steps for their favourite songs. The quality of beat detection
gives field for application of these methods even beyond scope of example application. This
document also suggest a few possible improvements of used methods.
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Taneční hra DDR (viz kapitola 2) je v dnešní době stále populárnější, jelikož nabízí oproti
většině počítačových her aktivní pohyb a je zábavná jak pro začátečníka, tak i po několika
letech hraní. Hráč si může vybrat hudbu podle svého vkusu, jedinou podmínkou je, že na
zvolenou skladbu musí být již vytvořený soubor šipek. Jelikož tyto soubory jsou ne vždy
dostupné, případně jsou nekvalitní či nezábavné, rozhodl jsem se vytvořit automatický
generátor. Cílem má práce je vytvoření programu, který uživateli vytvoří na počkání soubor
šipek pro zvolený hudební soubor.
Základní osnovou takového souboru jsou beaty. Na ně (a do jejich polovin, třetin atp.)
se pak při ruční tvorbě dosazují šipky. Ve hře jsou poté jednotlivé šipky barevně rozlišeny
podle toho, jestli se jedná o krok na beat, nebo na některý ze zlomků doby, což hráči
umožní rychlou orientaci v načasování během hraní. První fází vývoje tedy bude detekce
beatů, která by měla zvládat i situaci, kdy se tempo písničky skokově mění.
Další fází pak bude vytvoření algoritmu, který podle hudby osadí osnovy beatů kon-
krétními šipkami. Aby byla skladba zajímavá, musí šipky dobře reflektovat hudbu, tedy
kopírovat výrazné prvky, zároveň však musí být dostatečně nesourodé, aby nebyla skladba
nudná, a s celkově rovnoměrnými časovými odstupy, aby byla písnička daným hráčem zvlád-
nutelná po celou její dobu. Nelze tedy pouze slepě sázet šipky na špičky v detekci, je třeba
přizpůsobit jejich rozmístění cílové obtížnosti skladby. Hudba, která je zpočátku klidná a
obsahuje jen pár dynamických pasáží, by jinak obsahovala většinou jen pár šipek, které
by hráče nudily, a pasáže, které by hráč jen sotva zvládal. Při umísťování kroků tak budu




Dance Dance Revolution (zkráceně DDR) je interaktivní taneční hra využívající speciální
podložku a software. Hraní začíná volbou jedné z předdefinovaných skladeb, která kromě
hudby obsahuje i sekvenci šipek, které se hráči pohybují po obrazovce. Hra pak spočívá
v tom, že je ve správný okamžik třeba sešlápnout na podložce šipku odpovídající šipce
zobrazené na obrazovce [7].
Obrázek 2.1: Screenshot ze hry In The Groove [9]
V závislosti na rychlosti pohybu šipek, jejich množství, načasování a tomu, jak odpoví-
dají hudbě, lze hovořit o obtížnosti, zábavnosti a kvalitě písničky. Obtížnost říká, jak moc
náročná skladba je, tedy jak zkušený hráč ji zvládne odehrát, obvykle je charakterizována
slovně (Novice, Easy, Medium, Hard a Expert v anglických verzích softwaru) a navíc ještě
číslem v rozsahu přibližně 1–15, což většina softwaru znázorňuje pomocí odpovídajícího
množství stop (mezi českými hráči DDR označováno jako počet ťapek). Písničky můžou ob-
sahovat několik sérií šipek různé úrovně, hráč si pak může zvolit tu, která nejlépe vyhovuje
jeho schopnostem. Zábavnost písničky závisí nejen na tom, jak kreativně šipky reflektují
přehrávanou hudbu, ale i na průběhu skladby samotné — na fádní písničku nelze vytvořit
kreativní soubor šipek. Kvalita písničky pak závisí i na tom, jak přesné je načasování jednot-
livých šipek vzhledem k odpovídajícím prvkům hudby, tedy zejména vzhledem k beatům,
ale i k dalším prvkům, na které jsou šipky načasované.
DDR používá 4 směry šipek (doleva, doprava, nahoru a dolů), což umožňuje kromě
speciální podložky využít i klávesnici, nicméně hráč se tím připraví o pohybový prvek hry.
Hra může vyžadovat i stlačení více šipek zároveň, což nutí hráče skákat (dvě šipky současně),
případně použít i ruce (tři a více šipek zároveň). Dále existuje několik typů šipek [10]:
• tap note — klasická šipka, je ji třeba ve správný okamžik sešlápnout
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• hold note — Šipka, kterou je třeba sešlápnout a držet, oproti normální šipce je zob-
razena nějakou dobu
• mine — šipka, která při sešlápnutí vybuchne, hráč tedy nesmí na této šipce stát
Kromě zmiňovaného DDR existují i různé jiné režimy této hry, které umožňují na-
příklad hru více hráčů nebo využití jiných směrů (například šipky do úhlopříček ve hře
Pump It Up!).
Podložka na DDR má rozměry asi 1×1 metr a jsou na ní pro jednotlivé směry vyobrazeny
šipky, na které hráč šlape (viz obr. 2.2).
Obrázek 2.2: Taneční podložka [6]
2.1 Tvorba souboru šipek
Vytvoření vlastní sady šipek k písničce sestává z pohledu tvůrce ze dvou fází. První z nich
je detekce BPM1, které slouží jako jakási osnova pro následné osazování šipkami. Nestačí
však určit jen samotné tempo, je třeba nastavit i posun prvního beatu vzhledem k začátku
hudebního souboru, aby jednotlivé zobrazené beaty (modré vodorovné čáry na obrázku
2.3) odpovídaly hudbě. V případě, že má skladba pomalejší a rychlejší pasáže, je třeba toto
zohlednit při vytváření osnovy – jednoduše se BPM a posun zadá pro jednotlivé pasáže.
Po dotvoření osnovy může začít samotné osazování šipkami. Uživatel si obvykle přehraje
určitou pasáž písničky a do již hotové osnovy umístí šipky (obvykle je možné je zadávat
již při přehrávání, nicméně není dosaženo takové přesnosti). Samotné šipky se pak umísťují
buď přesně na beaty (tedy čtvrťové noty), nebo do poloviny (třetiny, čtvrtiny, šestiny atd.)
intervalu dvou po sobě jdoucích beatů. V editoru i v samotné hře jsou pak podle načasování
šipky obarveny (čtvrťová nota – červená šipka, osminová nota – modrá šipka atp.), což pak
hráči zjednodušuje odhad načasování šipky – osnova beatů je zobrazována pouze v editoru.
Obdobné dvě fáze tedy bude provádět i samotný program. Při detekci beatů bude cílem
osadit časovou osu detekovanými beaty podle BPM na daném úseku, při vytváření šipek
půjde o osazení časové osy samotnými šipkami, které by se měly vyskytovat
”
do hudby“,
tedy načasované na určité výrazné prvky skladby. Při tvorbě šipek bude vhodné odhadovat
schopnosti cílového hráče, to znamená vybírat si z výrazných prvků hudby jen natolik
výrazné, aby jejich hustota v čase odpovídala možnostem hráče. Dále bude třeba dát pozor
1BPM – Beats Per Minute – počet úderů za minutu, v hudbě přesněji počet čtvrťových not za minutu
[11]
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na fyzické možnosti hráče, například rychlá sekvence šipek je snáze zvládnutelná, pokud se
jedná pouze o dva střídající se směry.




První fází analýzy hudebního souboru pro účely vytvoření souboru šipek je detekce beatů
– cílem je vytvořit osnovu pro pozdější vkládání šipek. Nejjednodušší chápání beatu je
považovat ho za prudký nárůst v energetickém průběhu. Z hudebního hlediska se sice jedná
o základní jednotku tempa, nicméně ke zjištění BPM je třeba využít právě změn energie,
které se detekují snáze, a z nich odvozovat výsledné tempo v daném časovém úseku. Samotná
analýza má tedy několik fází, které postupně využívají předchozí výsledky a na jejichž konci
je časová osa osázená jednotlivými dobami.
Pro přepočet intervalu mezi dvěma beaty t (v sekundách) na tempo T (v jednotkách
BPM) a naopak slouží následující vztahy:
t = 60/T (3.1)
T = 60/t (3.2)
3.1 Detekce nárůstu energií
Energie bloku N vzorků diskrétně navzorkovaného signálu, se kterým se pracuje při analýze






Průměrná energie několika bloků vzorků se pak spočítá spočítá jako součet energií e dělený







Je třeba brát v potaz, že vnímání energie lidským uchem je logaritmické, dvojnásobná
energie tedy neznamená subjektivní vjem dvojnásobné hlasitosti. Pro možnost kompenzace
citlivosti v závislosti na aktuální variabilitě hlasitosti hudby je nutné v pasážích, kde energie
značně kolísá, snížit citlivost detekce a vybírat si jen ty změny, které jsou výraznější než je








Beat je pak detekován v okamžiku, kdy takto získaná energie posledního bloku vzorků (tedy
1024 vzorků1) překročí hraniční hodnotu Emin, získanou součinem průměrné energie bloků
vzorků za poslední sekundu (viz rovnice 3.4), směrodatné odchylky σ (viz rovnice 3.5)
bloků vzorků za poslední sekundu a proměnné sE určující citlivost detekce (její výpočet
bude upřesněn dále):
Emin = (µ+ σ)cE (3.6)
Další beat je pak možno detekovat až poté, co se vyskytne alespoň 50 ms trvající úsek, ve
kterém se energie E udrží pod hraniční hodnotou Emin, což vyrovná možné energetické
výkyvy probíhajícího beatu.
3.2 Detekce v rámci frekvenčních pásem
Základní detekci lze zpřesnit rozdělením na detekci ve frekvenčních pásmech, jelikož beat
vnímaný člověkem může být výrazný pouze na několika frekvencích, zatímco v jiných je
přehlušen ostatními nástroji. K tomuto účelu se hodí využití DFT2, přesněji její rychlejší
alternativy FFT3, které umožňují spektrální analýzu navzorkovaného signálu. FFT je oproti
DFT omezena potřebou 2n vzorků, avšak z hlediska prováděné analýzy tomu není problém
vyhovět. Její aplikací získáme koeficienty komplexních exponenciál charakterizujících daný
signál v 512 frekvenčních pásmech4. Ze získaných koeficientů a, b pro dané frekvenční pásmo
snadno získáme energii dle vztahu EFFT = a2 + b2 [15]. Kvůli zohlednění vnímání lidským
uchem je pak energie EFFT přepočtena do logaritmického měřítka dle následujícího vzo-




Dalším faktorem vnímání zvuku člověkem je závislost na frekvenci f – různé frekvence






(f2 + 107,72) (f2 + 737,92) (f2 + 122002)
A(f) = 2,0 + 20 log10 (RA(f))
E = El +A(f)
Detekce beatů pak porovnává takto získanou energii v aktuálním pásmu zkoumaného
bloku dat s průměrnou takto získanou energií a směrodatnou odchylkou za poslední sekundu
pouze v aktuálním frekvenčním pásmu.
Další výkonnostní optimalizací je sloučení několika po sobě jdoucích frekvenčních pásem
do jednoho (prostým sečtením jejich energií a vydělením počtem pásem – je však třeba sčítat
11024 vzorků je použito pro zrychlení výpočtu při zachování dostatečné přesnosti a možnost aplikace
FFT, viz sekce 3.2
2DFT – Diskrétní Fourierova transformace
3FFT – Fast Fourier Transform – Rychlá Fourierova transformace
4FFT pro zvukový signál N vzorků získává koeficienty pro N/2 frekvenčních pásem
5Včetně referenční hodnoty 10−12, která má v tomto případě význam jen pro srovnání numerických
hodnot se vzorcem na výpočet hladiny výkony – nereflektuje práh slyšitelnosti, nicméně při porovnávání
rozdílů dvou takto upravených energií nedojde ke zkreslení
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energie uvedené jako EFFT , tedy ještě před aplikací logaritmického měřítka – to se spolu
s A-váhováním aplikuje až na vypočtený průměr). Jelikož je lidské ucho citlivější k nižším
frekvencím, je nutné ponechat pásma, na které je člověk nejvíce citlivý, co nejužší a naopak
méně význačná pásma lze slučovat po větších skupinách. K tomu je využito jednoduché
lineární narůstání šířky pásma ak se stoupající frekvencí signálu od předdefinované základní
velikosti a1 do maximální velikosti an s krokem d:
ak = a1 + (k − 1)d
Kvůli možnosti nastavovat během vývoje velikost prvního pásma (a1) je nutné v programu
implementovat výpočet velikosti kroku d, který lze se znalostí počtu členů n (nastaveno
na 128 cílových frekvenčních pásem) a jejich součtu Sn (původní počet pásem, tedy polovina
počtu vzorků předávaných FFT, tedy 512) odvodit ze vzorce pro výpočet k-tého členu















Vzhledem k tomu, že přírůstek velikosti dalšího členu může být desetinné číslo, je nezbytné
při výpočtu velikosti členu zaokrouhlovat a hlídat, zda je i při zaokrouhlování zachován
součet posloupnosti.
Při výpočtech průměrné energie a směrodatné odchylky za poslední sekundu je třeba zís-
kávat průměrnou energii z předchozích bloků vzorků v daném pásmu, takže stejné hodnoty
by se počítaly tolikrát, kolik po sobě jdoucích bloků pokryje sekundu času. Při velikosti
bloku 1024 a vzorkovací frekvenci 44100 (běžná u hudebních souborů) je to přibližně 43
výpočtů (které zahrnují Fourierovu transformaci). Z tohoto důvodu lze průměrné energie
jednotlivých pásem daného bloku uchovávat v posuvném bufferu, takže při výpočtu energie
daného pásma za poslední sekundu stačí zprůměrovat hodnoty uložené v bufferu – dojde
přibližně ke 40násobnému zrychlení oproti opětovným výpočtům FFT za posledních 43
bloků vzorků.
3.3 Výběr pouze význačných pásem
Zejména v rockové hudbě se beaty detekované způsobem popsaným v sekci 3.2 vyskytují
v přílišné míře oproti tomu, jak je vnímá člověk. Je to způsobeno tím, že rocková hudba
obvykle obsahuje velmi mnoho energetických výkyvů v rámci jednotlivých frekvenčních pá-
sem, z tohoto důvodu se vyplatí vybírat si k analýze jen ta frekvenční pásma, ve kterých
se vyskytují pouze hlavní beaty. Jelikož se jedná o doby6, je v hledaný okamžik v hudbě
přízvuk na více nástrojích, takže vzhledem k jejich spektru se zvuk objeví na většině frek-
vencích, nicméně jen v některých je dostatečně jasný. Proto bylo nezbytné zjistit vhodnou
charakteristiku, podle které lze frekvenční pásma vybírat.
6o doby se jedná ve čtyř-čtvrťovém takty, přesněji jsou to čtvrťové noty
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Jako vhodné kritérium se jevilo využití směrodatné odchylky: pásma, která ji mají rela-
tivně vysokou vzhledem ke své průměrné energii bloků vzorků, by se dala považovat za šum,
naopak ostatní pásma lze zachovat. Nicméně vzhledem k tomu, že beaty znamenají výrazný
nárůst energie, i ty mají ve svých pásmech směrodatnou odchylku relativně vysokou, tudíž
toto kritérium použít nelze.
Další kritérium, se kterým jsem experimentoval, byl poměr maximální a minimální
průměrné energie bloků 1024 vzorků za poslední sekundu, jelikož beat je většinou nějaký
výrazný zvuk, který po chvilce utichne. Avšak minima v rámci pásem natolik kolísají (na
čemž se podílí i principy, které používají kompresní kodeky na hudební soubory používané),
že tento poměr byl příliš výrazný u pásem, které mají zanedbatelnou hlasitost. Taková
pásma mají minimální význam pro detekci beatů, jelikož je člověk víceméně nevnímá. Řešení
tohoto problému je použití poměru maxima v rámci pásma ku průměrné energii, ale ukázalo
se, že se detekují příliš často různé velmi krátké výrazné zvuky, například bicí doprovod (na
obrázku 3.1 jsou okamžiky těchto výrazných zvuků označeny symbolem y na časové ose).
Představa energie vzorového beatu v rámci relevantních frekvenčních pásem je taková,
že se jedná o prudký nárůst energie, který postupně klesá (na obrázku 3.1 jsou okamžiky
takovýchto beatů označeny symbolem l na časové ose). Lze tedy předpokládat, že jenom
několik bloků vzorků po jejím nárůstu přesáhne průměrnou energii bloků vzorků v tomto
frekvenčním pásmu za poslední sekundu. Zde je opět problém s doprovodnými bicími a po-
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Obrázek 3.1: Ilustrační obrázek energetického průběhu a spektrogramu skladby s hlavními
beaty s namíchaným bicím doprovodem. Pod spektrogramem je zobrazena časová osa se
značkami popsanými v této kapitole.
Beat s výrazným nárůstem a postupným poklesem (což charakterizuje většinu beatů)
lze tedy poznávat podle toho, že obsahuje dostatečné množství úseků (tedy bloků vzorků),
ve kterých je energie nižší, než byla v předchozím úseku. Počet úseků s energií nižší, než
měl předchozí blok dat7, se nakonec ukázal jako dostatečně vhodné kritérium pro filtrování
pásem.
Vybírá se osmina pásem, která jsou nejvýhodnější z hlediska zvoleného kritéria, pouze
v nich se pak provádí detekce beatů. Ze všech pásem sečtené hodnoty koeficientu určujícího,
nakolik je v daný okamžik patrný výskyt beatu, se pak vydělí počtem pásem, která byla
skutečně použita. Při větším počtu pásem splňujících kritérium filtru (což může nastat,
pokud má několik pásem stejnou hodnotu daného kritéria, pak nedojde k přesnému dělení
na osminy) by totiž docházelo k navýšení koeficientu, což by bylo nežádoucí. To, že v daném
okamžiku došlo k navýšení počtu odpovídajících pásem nesouvisí s tím, že se právě v daném
okamžiku vyskytuje beat.
7Počet takovýchto úseků v rámci frekvenčního pásma se zjišťuje za poslední sekundu
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Pásma je také třeba filtrovat průběžně, neboť se změnami charakteristik hudby se mění
i pásma, ve kterých jsou beaty dostatečně jasné.
Efekt použité průběžné filtrace je vidět na obrázku 3.2 – zejména v oblasti rozsahu
hlasu (tedy přibližně do 4 kHz) byla frekvenční pásma průběžně odstraňována, neboť právě
hlas, který v dané skladbě zní, způsoboval nejvíce šumu. Na obou částech obrázku se jedná
o stejný úsek zvuku. Zvýraznění frekvenčních pásem ve vyfiltrovaném zvuku, které na ori-
ginálním zvuku nejsou znatelná, je důsledkem způsobu vizualizace frekvenčního spektra













Obrázek 3.2: Srovnání energetických průběhů a spektrogramů zvuku před filtrací (horní
část) a po filtraci pro detekci beatů (spodní část).
3.4 Rytmická detekce
Předchozí způsoby detekce pomáhají zachytit nejvýznačnější zvuky, nicméně při vytváření
osnovy pro dosazování šipek jde zejména o rovnoměrnost rozložení v čase, která však s vý-
značnými zvuky nekoresponduje zcela – v hudbě jsou občas výrazné zvuky mimo rytmus
dob, nebo naopak některou dobu vynechají. Tyto zvuky se hodí reflektovat vygenerovanými
šipkami, nicméně hlavní osnova by tyto odchylky měla pohlcovat.
Z tohoto důvodu se beaty hledají pokud možno do rytmu. Při pohybu po časové ose se
tak nebere v potaz jen aktuální poměr energie bloku k průměrné energii a odchylce za po-
slední sekundu (viz sekce 3.1), ale i to, nakolik daný časový okamžik zapadá do sekvence,
kterou lze vytvořit z dříve detekovaných beatů. Před samotným porovnáním se tedy spočítá
koeficient značící, nakolik se daný časový okamžik hodí do rytmu, tímto koeficientem je pak
při porovnávání násobena aktuální energie. Pokud je beat detekován, je tento koeficient
uložen jako váha tohoto beatu.
Způsob výpočtu koeficientu je následující:
1. Nastav pomocný čas tc na aktuální čas t
2. Nastav hodnotu nejlepší detekované řady MMAX na 0
3. Vyber poslední detekovaný beat před časem tc
1. Pokud se žádný beat nepodařilo nalézt, jdi na krok 5
2. Pokud je tc menší než t− 5s, jdi na krok 5
3. Jinak posuň tc na čas vybraného beatu a pokračuj na krok 4
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4. Pro každé i od 4 do 1 (včetně)
1. Nastav hodnotu aktuálně detekované řady M na 0
2. Spočítej hledanou délku beatu tl jako tl =
t−tc
i (což umožní hledat řady i při
vynechání některého beatu během detekce)
3. Pokud tl odpovídá BPM nižšímu než nastavené minimum (60) nebo vyššímu než
nastavené maximum (250), jdi na krok 4.2 a pokračuj s dalším i
4. Pro každé k od 1 do 10 hledej dříve detekovaný beat v čase t−ktl s oboustrannou
tolerancí trvání jednoho bloku vzorků (tedy trvání 1024 vzorků)
1. V případě nalezení k-tého beatu přičti k M odmocninu jeho váhy a upřesni
tl pomocí času detekovaného beatu tB takto: tl = (t− tB)/k
5. Do M přiřaď M(1,2 − 0,2i) (to zajistí preferenci řad, u kterých nebylo tolik
počátečních chybějících beatů, neboť jinak se snadno detekují i řady například
se dvojnásobným BPM, než je žádoucí)
6. Pokud je M > MMAX , nastav MMAX na M (tímto se vybere hodnota nejlépe
detekované řady, do které tento časový okamžik zapadá)
5. Přepočítej MMAX : MMAX = 1 +MMAX/8 (nastavení minimální váhy, tedy váhy bez
jakékoli detekované řady, na 1 a snížení významu řady, aby byl algoritmus schopen
reagovat na změny v hudbě)
Při samotné detekci beatů se pak používá upravený vzorec 3.6 pro výpočet Emin s vyu-
žitím maximální váhy Mp detekované za poslední sekundu násobené konstantou cM , která






Využití maximální váhy Mp za poslední sekundu umožňuje snížit citlivost detekce beatů
nezapadajících do řady ve chvíli, kdy jsou hodnoty MMAX dostatečně vysoké, jelikož je
dobře detekována souvislá řada.
Vzhledem k faktu, že rytmická detekce potřebuje předchozí řadu detekovaných beatů
k tomu, aby poskytovala výsledky, je nezbytné procházet písničku v obou směrech, aby
se podchytily i začátky sekvencí. Toho se docílí jednoduchým otočením písničky v paměti
a úpravou porovnávání (hledá se konec beatu, po kterém během 50 ms nepřijde další beat,




Osnova beatů pro osázení šipkami musí být dostatečně rovnoměrná, tedy neobsahovat
změny, pokud opravdu nejsou v hudbě, protože ve hře určuje nejen rychlost pohybu ši-
pek po obrazovce, ale hlavně jejich časování, které hráč intuitivně očekává rovnoměrně
do rytmu. Beaty detekované předchozími metodami však ještě vykazují značné odchylky,
které je třeba eliminovat. Tato fáze již nijak nepracuje s hudebními daty, pouze s časy
v předchozích fázích detekovaných beatů.
4.1 Hledání nejlepší sekvence beatů
Princip je poměrně jednoduchý, na časovou osu se postupně vkládají sekvence
”
ideálních
beatů“ s různě voleným tempem a časovým posunem, následně je vyhodnoceno, nakolik se
shodují s detekovanými beaty, nakonec se vybere ta sekvence, která se shodovala nejlépe.
Algoritmus tedy pracuje takto:
1. Nastav t0 na čas 0 s
2. Nastav délku beatu l na hodnotu odpovídající 60 BPM, navyšuj ji o 0,1 s až do délky
odpovídající 250 BPM (viz vztah 3.1)





2. Nastav t na t0 + ts a navyšuj o l až do t0 + 30s
1. Pokud byl v okolí času t detekovaný beat, navyš počítadlo pasujících
beatů Nm a poznamenej si čas tohoto beatu
2. Pokud se zároveň jedná o první detekovaný beat s tímto posunem a kro-
kem, poznamenej si čas počátku detekované sekvence
1. Pokud je rozdíl časů posledního a prvního detekovaného beatu s tímto po-
sunem a krokem větší než 12 s a zároveň pokud je ohodnocení (viz níže) této
sestavy beatů lepší než ohodnocení případné jiné předchozí sestavy zkou-
mané pro aktuální t0
1. Poznamenej si čas prvního beatu, posun ts, délku beatu l a aktuální
ohodnocení jako zatím nejlepší hodnoty
3. Navyš t0 o 13 sekund a pokud není vyšší než délka písničky, jdi na krok 2
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Ohodnocení M testované řady se pak spočítá z nutného množství změn, které je třeba
v detekovaných beatech udělat, aby odpovídaly zkoumané řadě. Určující je pro nás počet
beatů, které je třeba odstranit (nr), a počet beatů, které je naopak třeba přidat (na).
Detekované beaty, které jsou v okolí jednotlivých bodů řady, nejsou do těchto hodnot za-




1 + na + nr
(4.1)
Znázornění principu této metody je na obrázku 4.1 – horní řádek znázorňuje detekované
beaty na časové ose, pod ním jsou dvě skupiny řádků, každá pro jednu ukázkovou délku
beatů l. Pro každou délku l jsou pak zkoušeny všechny možné posuny ts (v našem případě
pro zjednodušení s krokem 10). Intervaly pro toleranci okolí beatu jsou znázorněny šedě.
Na této ukázce vidíme, že sadě detekovaných beatů nejlépe odpovídá řada s rozestupem
beatů l = 30 a posunem ts = 10. V této řadě stačí provést tři změny (dva beaty odebrat a
jeden přidat) k tomu, aby detekované beaty odpovídaly řadě zcela.
Detekované beaty
l = 30, ts = 0
l = 30, ts = 10
l = 30, ts = 20
l = 40, ts = 0
l = 40, ts = 10
l = 40, ts = 20








Obrázek 4.1: Ukázka principu hledání nejlepší sekvence beatů
Cílové beaty jsou pak sestaveny vždy tak, že se popořadě procházejí nejlepší detekované
řady (tedy nejlépe ohodnocená řada pro každé zkoumané t0) a od času začátku řady se
osazuje časová osa beaty s rozestupem dané řady, vždy do počátečního času následující
detekované řady. Pokud tedy dojde k tomu, že se v nějakém úseku nepodaří BPM stanovit,
zaplní se i tento úsek dle parametrů řady použité v předchozím úseku. Pro další fáze nám
však stačí informace o počátečních časech jednotlivých použitých řad a rozestupech mezi
beaty v dané řadě.
4.2 Eliminace odchylek
Hledáním nejlepších sekvencí beatů jsme získali pro několik časových okamžiků informaci
o tom, s jakým rozestupem od tohoto momentu následují beaty. Dochází však k několika
nepřesnostem, které je třeba řešit. Statistické zarovnání se dělá nad beaty detekovanými
s rozlišením přibližně 1/43 s1. Při neměnném BPM se tedy může stát, že se dva po sobě
analyzované úseky vyhodnotí s nepatrně rozdílným BPM, stejně tak s rozestupem takovým,
že poslední beat první řady neodpovídá přesně prvnímu beatu řady následující. Každé dva
po sobě jdoucí bloky se tedy musí vzájemně porovnat a v případě potřeby upravit.
První způsob korekce hledá řady, ve kterých se čas posledního beatu první řady liší od
času prvního beatu druhé zkoumané řady o hodnotu definovanou jako minimální trvání
1Uvedených přibližně 1/43 s je to při vzorkovací frekvenci zpracovávaného zvuku Fs = 44100Hz. Obecně
je to pro použité bloky 1024 vzorků 1024/Fs (v sekundách)
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beatu (0,05 s). U takových řad se spočítá časový okamžik ležící v polovině mezi posledním
beatem první řady a prvním beatem druhé řady a příslušné řady jsou roztaženy změnou
BPM tak, aby oba tyto beaty ležely v jednom časovém okamžiku. Výjimku tvoří řady, ve
kterých je rozdíl dvou krajních beatů menší než 0,001 s, aby se zamezilo zacyklení algoritmu
kvůli odchylkám způsobeným počítáním s desetinnými čísly typu float. Takové řady jsou
považovány za navazující. Tento postup znázorňuje obrázek 4.2 – první řádek ukazuje dvojici
řad (každá z nich má délku tří beatů), které na sebe navazují nepřesně, na druhém řádku
je ukázán výsledek po propojení.
Původní dvojice řad
Výsledná dvojice řad
Obrázek 4.2: Ukázka spojení dvou téměř navazujících řad
Druhý způsob korekce hledá řady, které mají dostatečně podobné BPM (liší se maxi-
málně 1,1krát) a zároveň jsou jejich sousedící krajní beaty od sebe vzdáleny o maximálně
0,001 s (opět kvůli nepřesnosti výpočtů s datovým typem float). Takové řady jsou pak
sloučeny do jedné se zachováním času t1 celkově prvního beatu a času tN posledního beatu




Tento princip je znázorněn na obrázku 4.3.
Původní dvojice řad
Výsledná řada





Ve chvíli, kdy jsou detekované a zarovnané beaty, je možné na vzniklou osnovu umísťovat
šipky. Umístěná šipka má tři atributy:
1. Čas – v jaký okamžik na časové ose je umístěna
2. Směr – kam je třeba šlápnout na podložce
3. Typ – viz kapitola 2
Jelikož budeme pro zjednodušení uvažovat pouze základní šipky (tap notes), stačí nám
určovat první dva atributy.
5.1 Určení časů pro šipky
Je vhodné, aby šipky při hraní odpovídaly výrazným prvkům hudby, jako jsou jednotlivé
nástroje a hlas. Pro stanovení těchto výrazných prvků tedy použijeme podobný postup, jako
v detekci beatů, tedy detekci nárůstu energií. Aby se však šipky neshodovaly jen s beaty,
ale vyskytovaly se i při jiných výrazných prvcích, budeme se snažit je hledat zejména ve
zvucích výrazných hudebních nástrojů. Pro člověka je relativně jednoduché ve složitém
spektru zvuku nalézt jednotlivé nástroje, pro stroj je to však mnohem složitější. Tóny
běžných nástrojů jsou harmonické – při zahrání tónu dojde k vytváření zvuku nejen se
základní frekvencí tónu f , ale i jejích násobků (2f , 3f , 4f , 5f atp.) [8], viz obrázek 5.1.
U jednotlivých nástrojů se pak liší síla jednotlivých frekvencí oproti té základní, zjištění




















Obrázek 5.1: Frekvenční spektrum komorního A zahraného na housle. Základní frekvence
tohoto tónu je 440 Hz, další výrazné frekvence jsou celočíselné násobky této hodnoty.
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K vyhledání výrazných tónů lze využít FFT, vzhledem k potřebnému rozlišení frekvenč-
ního spektra se používá FFT nad 8192 vzorky, což nám umožňuje získat 4096 jednotlivých
frekvenčních pásem. To je již dostatečné rozlišení pro práci i s hlubokými tóny (tedy níz-
kými frekvencemi). Rozdíl tohoto rozlišení je vidět na obrázcích 5.2 a 5.3 – oba obrázky
znázorňují frekvenční spektra ze stejného hudebního souboru počítaná od stejného časového
okamžiku, na druhém jsou však podstatně lépe zachyceny výrazné tóny – jeden se základní
frekvencí přibližně 100 Hz a druhý se základní frekvencí přibližně 1250 Hz – na obrázku 5.3






































Obrázek 5.3: Frekvenční spektrum úseku zvuku spočítané FFT nad 8192 vzorky
Oproti 1024 vzorkům se při použití 8192 vzorků změní časové rozlišení při vzorkovací
frekvenci 44100 Hz na necelou jednu pětinu sekundy (což odpovídá trvání 8192 vzorků). To
je pro analýzu hudby nedostatečné měřítko, proto je nezbytné vyhodnocovat překrývající
se úseky, v našem případě s krokem 1024 vzorků, což už nám zajistí dostatečnou přesnost.
Frekvence pásma f , jehož energii zjišťujeme z výsledků FFT, se spočítá z indexu i v poli
hodnot vrácených výpočetní funkcí dle následujícího vztahu (kde fs je vzorkovací frekvence




Pro přiřazení váhy frekvenčním pásmům je ještě nutné znát opačný vztah, tedy výpočet
indexu pole i na základě frekvence tónu f (int je operace přetypování na datový typ int,






Samotné vyhledávání vah jednotlivých frekvencí je založené na hledání harmonických
tónů. Pro každou frekvenci f v intervalu 〈100, 8000〉Hz s krokem 2 Hz je jako váha použita
1Uvedený vzorec platí jen pro i < N/2, což je případ dat, se kterými pracujeme
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průměrná energie daného frekvenčního pásma a dalších 4 harmonicky následujících, tedy
2f , 3f , 4f a 5f . V případě, že N -násobek frekvence přesahuje polovinu vzorkovací frekvence
fs, není tento násobek při výpočtu průměrné energie zahrnut. Stejně jako při detekci beatů
(sekce 3.2), i zde se pracuje s hladinou energie po aplikaci A-váhování.
Z výsledného spektra zvuku jsou pak vybrána ta pásma, která dosahují váhy alespoň
80% z maxima aktuálně počítaných vzorků. To nám zajisti výběr nejen dostatečně výraz-
ných tónů, ale i jiných dostatečně hlasitých zvuků, které nemusí mít výrazné své harmonické
frekvence.
V takto vyfiltrovaném zvuku se pak vyhledávají, podobně jako při detekci beatů, vý-
razné přírůstky energie. Zjišťujeme tedy koeficient vhodnosti aktuálního momentu pro
umístění šipky c[k] (dále jen koeficient) pro k-tý zpracovávaný blok dat. V každém aktuálně
použitém frekvenčním pásmu s je zjištěn rozdíl aktuální hladiny energie oproti průměrné
hladině energie v tomto pásmu za poslední sekundu, tedy za posledních N vzorků2. Tento
výpočet je popsán rovnicí 5.1. Koeficient c1[k] je pak součet všech kladných rozdílů ener-
gie ∆E[k][s] vydělený maximálním rozdílem (∆E) ze všech pásem za poslední sekundu
∆EMAX (hodnota je tedy normalizována), viz vztah 5.2 (zajištění sčítání pouze kladných
rozdílů energie zde obstarává funkce positive, která vrací svůj argument, pokud je kladný,
a nulu v opačném případě). Koeficient je následně vynásobena celkovou energií e[k] aktuál-
ních 1024 vzorků zvuku, čímž se omezí detekování vhodných okamžiků pro šipky ve velmi
tichých pasážích. Nakonec je koeficient vydělen počtem frekvenčních pásem m, která byla
po filtraci použita, čímž dojde opět k normalizaci na jedno frekvenční pásmo (vztah 5.3).















Pokud již uběhla alespoň sekunda písničky, je takto získaný koeficient c[k] porovnán
s jeho průměrnou hodnotu za poslední sekundu sečtenou s jeho směrodatnou odchylkou
(taktéž za poslední sekundu) a pokud je koeficient alespoň 1,3x vyšší3, je daný blok 1024
vzorků označen jako místo vhodné pro umístění šipky s váhou odpovídající spočítané hod-
notě.
5.1.1 Využití opakujících se sekvencí hudby
Pro lepší určení časů šipek je možné využít předpokladu, že se v hudbě opakují podobné
pasáže. Jejich vyhledání je poměrně snadné, pro rozestupy od dvou do pětadvaceti intervalů
mezi beaty v daný okamžik se provádí autokorelace energií (tedy sčítání násobků energie
v aktuálním bloku dat a bloku dat s daným časovým rozestupem) v jednotlivých sdruže-
ných frekvenčních pásmech (těch je 128) na časové ose, vždy pro hodnoty energie bloku 1024
vzorků dat. Pro normalizaci autokorelace se získaná hodnota ještě dělí počtem použitých
2N = int(fs/1024), maximálně je to však k
3Hodnota byla zjištěna experimentálně
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vzorků a odmocninou součinu součtů druhých mocnin energií použitých vzorků a jejich pro-
tějšků s daným rozestupem. Jedná se tedy o NCCF4. Rozestup s největším autokorelačním
koeficientem pak udává, po kolika beatech je hudba podobná té aktuální. Obecný vzorec pro
výpočet normalizovaného autokorelačního koeficientu R pro N vzorků diskrétního signálu















s[n− τ ]2 (5.6)
Pro získané časy vhodné pro šipky pak vždy stačí zprůměrovat hodnoty několika okol-
ních takto podobných úseků hudby, nicméně má to za následek, že se šipky mohou objevovat
v místech, kde se žádný výrazný hudební prvek zrovna nevyskytuje, ale v okolních podob-
ných sekvencích byl. Proto jsem od této metody upustil.
5.2 Zarovnání časů pro šipky
Získané časy šipek je vhodné, obdobně jako detekované beaty, zpětně zarovnat, aby byly
systematičtější a pro uživatele snadněji skákatelné.
Pokud dojde k výraznému nárůstu energie, který však trvá delší dobu, může se stát,
že je více po sobě jdoucích bloků označeno jako vhodné pro umístění šipky. Tento jev
je třeba eliminovat – pro každý blok je zjišťováno, zda v rámci pole hodnot určujících
vhodnost daného okamžiku pro umístění šipky (dále v této sekci jen hodnota) nesousedí
s vyšší hodnotou. Pokud ano, je tato hodnota přičteny do lokálního maxima směrem k vyšší
sousedící hodnotě a aktuální hodnota je odstraněna. V případě, že jsou vyšší hodnoty z obou
stran, aktuální hodnota se přičte na stranu vyššího lokálního maxima.
Pro doladění této korekce jsou pak ještě vyhledány dvojice nenulových hodnot (tedy
okamžiky pro umístění šipky vhodné), které mají mezi sebou právě jednu nulovou (tedy
okamžik pro umístění šipky zcela nevhodný), nižší z této dvojice je pak odstraněna a její
hodnota přičtena do té vyšší.
Oba tyto principy znázorňuje obrázek 5.4. Vrchní část představuje graf detekovaných
hodnot, prostřední pak tyto hodnoty po aplikaci zarovnání k maximům, spodní část zná-
zorňuje výsledek po sjednocení dvojic.
Celá písnička se pak po blocích prochází znovu, pro každý časový okamžik se zjistí
průměrná hodnota udávající vhodnost aktuálního okamžiku pro umístění šipky a její směro-
datná odchylka během okolního intervalu 0,7 sekundy (tedy 0,35 s nazad a dopředu – hod-
nota byla určena experimentálně). Následně jsou vybrány jen ty hodnoty, které součet
uvedeného průměru s odchylkou převyšují, čímž se odstraní další nepřesnosti v měření.
Nakonec se celá písnička prochází ještě jednou a v rámci intervalů mezi jednotlivými
beaty se zkoumají
”
sloty“ pro šipky, tedy místa, kde je z herního hlediska vhodné očekávat
šipky. Jedná se o začátek beatu, jeho polovinu, jednotlivé třetiny a čtvrtiny – odpovídá
4NCCF – Normalised Cross Correlation Function – normalizovaná cross-korelace
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Obrázek 5.4: Ukázka postupné eliminace odchylek v časech detekovaných pro umístění šipek,
tedy srovnání sousedních bloků do jednoho nejvýznamnějšího
to i jednotlivým barevným označením šipek přímo ve hře. V rámci každého intervalu mezi
dvěma beaty jsou pak hledány bloky označené jako vhodné pro umístění šipky, každý ta-
kovýto blok je pak umístěn do nejbližšího
”
slotu“. Tento postup znázorňuje obrázek 5.5.
Pokud je nejbližší slot konec daného intervalu, je šipka označena jako náležící do prvního
slotu následujícího beatu. V případě, že se do jednoho slotu zarovnává více šipek, je pou-
žita ta s největší vahou. V další práci se šipkami již tedy víme, při kolikátém beatu je šipka





Řádky: 1. Časy pro šipky
2. Navrhované sloty
3. Výsledné šipky
Obrázek 5.5: Schéma principu umísťování šipek do slotů
5.3 Tvorba jednotlivých úrovní
5.3.1 Výběr časových slotů dle požadované obtížnosti
V této fázi již máme nalezené všechny vhodné sloty pro umístění šipek, zbývá vytvořit
několik úrovní obtížnosti a umístit šipky do různých směrů. Obtížnost písničky se odvíjí
v zásadě od rychlosti šipek, tedy kolik šipek připadá na jednotku času, a dále od jejich
složitosti, tedy jak moc složité je danou sekvenci šipek
”
odšlapat“ na podložce. Pro stanovení
obtížnosti D na základě průměrného počtu šipek za sekundu n je použit následující vztah
(viz příloha A):
D = 4,64875log(1,42857n)
Z celkového počtu vhodných nalezených slotů a délky písničky se spočítá maximální
obtížnost, další tři obtížnosti jsou pak 0,65, 0,4 a 0,15 násobky té maximální5. Pokud nějaká
obtížnost klesne pod 1,0, je nastavena na tuto hodnotu. Pro větší dynamičnost písničky se
5Tyto hodnoty byly zvoleny pro rovnoměrný odstup čtyřech vygenerovaných úrovní obtížnosti, tento
rozestup není vyžadován hrou samotnou
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obtížnost v průběhu mění. Na začátku je obtížnost o 0,3 nižší než hodnota vypočítaná
z průměrného počtu šipek za sekundu, na konci o 0,3 vyšší, přičemž její nárůst v čase je
lineární. To činí písničky zajímavější – ve chvíli, kdy hráč písničku zvládá, obtížnost se lehce
zvyšuje. Díky tomu mu písnička nepřipadá nudná a zároveň je větší výzvou, neboť pokud
hráči dělá odskákání obtíže, ale již má půlku skladby úspěšně za sebou, je více motivován
ji dokončit.
Pro všechny čtyři obtížnosti se pak postupně prochází sloty vybrané pro umístění šipek
(což je popsáno v předchozích sekcích) a pro každou dvojici takovýchto slotů se zjišťuje,
zda obtížnost této dvojice (spočítaná z počtu šipek za sekundu n, kterých by se dosáhlo při
stejném rozestupu, jako má zkoumaná dvojice, viz vzoreček A.2 v příloze A) nepřesahuje
cílenou obtížnost v aktuální okamžik. Pokud přesahuje, je měně vhodná šipka odstraněna a
celý soubor slotů se prochází od začátku. To nám zajistí, že se v písničce s určitou obtížností
nebudou vyskytovat příliš velké výkyvy.
Samotná vhodnost šipky je posuzována podle dvou kritérií, prvním z nich je, jaký typ
slotu vlastně šipka zabrala. Šipky umístěné přímo na čtvrťovou notu jsou pro hráče snáze
hratelné, takové okamžiky bývají i z hlediska hudby častěji výrazné. V případě, že se volí
mezi takovýmto slotem a jiným, je šipka umístěná jinde odstraněna. Další priority slotů,
odpovídajících příslušným zlomkům intervalu mezi dvěma beaty, jsou následující (seřazeny
sestupně dle vhodnosti): 1/2, 3/4, 1/4, 2/3 a 1/3. V případě, že se rozhodujeme mezi dvěma
sloty stejného typu (například dva sloty přesně na čtvrťovou notu), je zrušen ten s nižší
vhodností pro umístění šipky získanou v sekci 5.1 (a upřesněnou v sekci 5.2).
5.3.2 Volba směrů šipek umísťovaných do slotů
Do výsledných slotů zbývá zvolit směry šipek. Pro zjednodušení se pracuje jen s šipkou
jednoho směru na jeden slot, žádné skoky či dokonce využití rukou při hře není podporováno.
Aby byly směry šipek deterministické a zároveň alespoň částečně reflektovaly melodii hudby,
je směr odvozován ze základního tónu hudby v čase vytvářené šipky. Frekvence základního
tónu je zjišťována z frekvenčního spektra hudby, tedy z hodnot získaných FFT, respektive
z přepočtených energií. Kvůli rychlosti je zvolena velice jednoduchá metoda – vybere se
frekvenční pásmo, které má v aktuální okamžik nejvyšší energii. Frekvence tohoto pásma
pak pro naše účely udává základní tón v daný moment. Tato metoda je sice poměrně
nepřesná, pro naše účely však postačuje.
Další používané metody zjištění frekvence základního tónu jsou autokorelace a výpočet
zero-crossing rate [13]. Autokorelační koeficient (jeho výpočet je popsán rovnicí 5.4) je míra
podobnosti signálu sobě samému s daným časovým posunem, pokud se tedy diskrétní signál
posunuje o časové intervaly dané rozlišením vzorkovací frekvence, získáme z autokorelačních
koeficientů další signál, který má stejnou základní frekvenci, jako signál původní. Aplikací
FFT na takto vzniklý signál pak jednoduše zjistíme, o jakou frekvenci se jedná. Nevýhoda
tohoto postupu je značná časová náročnost.
Metoda zero-crossing rate pak zjišťuje počet průchodů signálu s nulou, tedy počet změn
znaménka dvou po sobě jdoucích vzorků ve sledovaném úseku T vzorků, viz rovnice 5.7 –
funkce if vrací jedničku v případě, že je její argument pravdivý a nulu v případě opačném
[12]. Frekvence základního tónu f0 se pak ze získaného koeficientu zcr spočítá jako polovina
tohoto koeficientu násobená vzorkovací frekvencí fs, viz rovnice 5.8. Metoda je velmi rychlá,












Šipky mají tedy čtyři možné směry – doleva, dolů, nahoru a doprava – v tomto pořadí
si je očíslujeme od nuly do tří, což odpovídá indexům při zápisu souboru ve StepMania
formátu a umožní nám to mezi jednotlivými směry přecházet.
V případě, že je třeba umístit šipku bez znalosti tónu předchozí šipky, což nastane
v případě umisťování první šipky, zvolí se číslo směru šipky na základě zbytku po dělení
součtu aktuálního BPM T a čísla beatu6 N čtyřmi. Výpočet popisuje rovnice 5.9 – operátor
% značí operaci zbytku po celočíselném dělení běžně známou z většiny programovacích
jazyků. Výsledné číslo x je pak převedeno na šipku.
x = (T +N)%4 (5.9)
V případě, že směr předchozí šipky známe, zjistíme, zda je frekvence tónu v aktuální
okamžik vyšší, stejná, nebo nižší oproti okamžiku, ve kterém byla předchozí šipka, a podle
toho použijeme směr šipky buď s indexem o jedna vyšším, stejným, nebo o jedna nižším.
V případě, že by nám index směru šipky i přetekl na čtyři nebo podtekl na mínus jedna, jed-
noduše budeme v indexech šipek cyklit. Při použití operátoru modulo (%), kterým lze tento
problém snadno řešit, si je třeba dát pozor na záporná čísla, v našem případě možnou hod-
notu −1 – tento problém je ošetřen přičtením čtyř před prováděním operace modulo. Tento
výpočet vyjadřuje rovnice 5.10. Tímto jsme získali základní vodítko, kam šipku umístit.
i← (i+ 4)%4 (5.10)
5.3.3 Možnosti zvýšení obtížnosti při vkládání šipek
Při osazování zvolených slotů konkrétními šipkami může nastat situace, kdy v hudbě nebyl
detekován dostatek slotů pro zajištění požadované obtížnosti. Jak lze tedy docílit toho, aby
i přesto dosahovala písnička v daném úseku požadované úrovně? Řešením je si průběžně vy-
hodnocovat, kam hráč pravděpodobně umísťuje nohy na podložce a podle toho mu případně
podsouvat složitější šipky. Jednou z možností zesložitění je podsunout hráči šipky tak, aby
ho přiměly odehrát dvě po sobě jdoucí šipky stejnou nohou. Při hře lze totiž předpokládat,
že hráč hraje jednoduše – pokud to jde, střídá nohy, což je pro člověka přirozené. Další fakt,
kterého lze využít, je ten, že hráč obvykle šipky do stran mačká příslušnou nohou, takže si
nemusí nohy křížit. Se znalostí těchto principů lze vytvořit sekvenci, která hráče přiměje
odehrát jednou nohou dvakrát po sobě.
Postup je následující (odpovídá jednotlivým částem obrázku 5.6 zleva doprava):
1. Výchozí pozice, hráč stojí libovolně.
2. Vygenerujeme šipku do jedné strany (v našem případě doleva).
3. Při odehrání hráč tuto šipku zahraje s největší pravděpodobností příslušnou (tedy
levou) nohou.
6Tedy o kolikátý detekovaný od začátku písničky se jedná
22
Obrázek 5.6: Znázornění způsobu, jak přimět hráče zahrát dvě po sobě jdoucí různé šipky
jednou nohou
4. Dále vygenerujeme šipku nahoru (což je znázorněné na obrázku), nebo dolů
5. Za předpokladu, že hráč přirozeně střídá nohy, odehraje druhou nohou, než v kroku
3 (tedy pravou)
6. Zbývá hráči vygenerovat šipku na tu stranu, kterou nohou odehrál v kroku 5 (tedy
šipku doprava) – hráč je nucen hrát opět stejnou nohou. (Má možnost si nohy zkřížit,
nicméně jedná se o zesložitění odehrání, což je i případné zkřížení nohou. To však
většina hráčů nedělá.)
Při tvorbě šipek tedy sledujeme, kam hráč pravděpodobně šlape. Všímáme si tedy šipek
do stran a následně se řídíme střídáním nohou. Dále je vhodné si pamatovat, kdy naposledy
hráč danou nohou zahrál: pokud dlouho neměl šipku, je možné, že si již nohy umístil zpět
na střed do výchozí pozice, navíc s takovým rozestupem šipek by se šlapání jednou nohou
neprojevilo na obtížnosti nijak znatelně. V případě, že máme údaje o polohách nohou a




V této kapitole bude popsáno, jaké části programu jsou zodpovědné za jednotlivé v před-
chozích kapitolách popsané fáze zpracování, použité postupy, knihovny a podobně.
Program jsem se rozhodl implementovat v jazyce C++, je dostatečně pokročilý na
řešení požadovaných problémů, zároveň je však dostatečně rychlý a úsporný pro náročné
zpracování množství dat. Pro zjednodušení tvorby základního uživatelského rozhraní jsem
se rozhodl využít framework Qt (ve verzi 4.5, viz [1]), který je k dispozici pod licencí LGPL.
Pro zpracování zvuku je v programu hojně využívána Fourierova transformace, kvůli výkonu
jsem experimentoval s knihovnou FFTW1, která dokáže využít pokročilé instrukce proce-
soru pro urychlení výpočtu Fourierovy transformace, vzhledem k její licenci (GPL) jsem od
ní nakonec upustil, licence mojí implementace programu specifika GPL zatím nenaplňuje.
Využívám tedy pomalejší implementaci přiloženou k tutoriálu Beat Detection Algorithms
[14], její přejatý kód2 zapouzdřený do třídy FFT je v souboru fft.cpp. Další použitou
knihovnou je libogg a libvorbis (z ní konkrétně libvorbisfile), obě šířené pod licencí BSD.
Slouží pro čtení hudebních souborů ve formátu OGG Vorbis. Poslední použitou knihovnou
je libsndfile3, při vývoji byla použita pro generování kontrolních wav souborů podle tutori-
álů z její domovské stránky. Pomocné wav soubory se nakonec negenerují, pro další vývoj
je však toto chování možno opět zpřístupnit deklarováním konstanty GENERATE DEBUG WAV
(její deklarace je v souboru filehandler.cpp zakomentována).
Jelikož je aplikace postavena na frameworku Qt, je použitý soubor main.cpp z tutoriálů
[2]. Režie GUI4 je ve třídě MainWindow v souboru mainwindow.cpp. Po spuštění je uživa-
teli nabídnuta jednoduchá obrazovka s menu, kde zvolí otevření souboru, což mu zobrazí
systémový dialog pro výběr souborů. Uživatel je omezen na soubory s příponou .ogg, je
však možné zvolit více souborů zároveň. Po jejich označení a potvrzení začíná postupně je-
jich analýza, která se odehrává ve třídě FileHandler. Třída MainWindow se pak ještě stará
o vytvoření progressbarů, které znázorňují jednotlivé fáze zpracování dat, navíc je zde uka-
zatel celkového průběhu. Progressbary jsou řízeny signály, které vysílá třída FileHandler.
Blokové schéma jednotlivých tříd je zobrazeno na obrázku 6.1.
Zmiňovaná třída FileHandler je v souboru filehandler.cpp. Pro zpracování jednotli-
vých souborů se vždy používá nová instance, což dává do budoucna prostor pro paralelizaci.
1http://www.fftw.org/
2Nyní dostupný již jen ve web-archivu na adrese http://web.archive.org/web/20061109185010/
http://www.yov408.com/beat/BEAT.zip, odkazovaný je pak z adresy http://web.archive.org/web/
20061109185010/www.yov408.com/html/articles.php?p=1
3http://www.mega-nerd.com/libsndfile/





Obrázek 6.1: Blokové schéma jednotlivých tříd použitých v aplikaci
Po vytvoření instance je volána metoda load, která má jediný parametr – název souboru.
Ta se stará o načtení souboru z OGG Vorbis formátu do pole v PCM formátu5 dle tu-
toriálů od tvůrců knihovny libogg [4], jednotlivé vzorky jsou datového typu float. Tato
funkce rovnou zajišťuje alokaci všech potřebných bufferů pomocí metod allocateBuffers
a reallocateBuffers, které obě akceptují jeden parametr, což je počet vzorků, pro které
chceme alokovat paměť. Jelikož se s krokem 1024 vzorků uchovávají hodnoty Fourierovy
transformace nad 1024 a 8192 vzorky, a dále jejich předpočítané hodnoty energie, je pa-
měťová náročnost programu asi 4,5 MB na jednu sekundu zpracovávaného signálu (velká
část této paměti pak musí tvořit souvislý blok). Vzhledem k dostupnosti kapacity pamětí
RAM je tato hodnota přijatelná, běžná písnička má kolem tří minut. Na počítače s nízkou
kapacitou paměti RAM není aplikace přizpůsobena. Výhodou tohoto přístupu je možnost si
všechna data předzpracovat (o to se stará metoda prepareData), veškeré Fourierovy trans-
formace, výpočty energií bloků data, a to i v rámci frekvenčních pásem, se provádějí jenom
jednou, ačkoli zjištěné hodnoty jsou použity několikrát. Tento přístup se osvědčil zejména
při experimentování při vývoji, neboť je díky němu zpracování podstatně rychlejší.
Po propočítání všech dat je možné spustit detekci beatů (metoda detectBeats). Její
implementace odpovídá popisu v kapitole 3. Pro filtrování frekvenčních pásem v této fázi
slouží metoda rateSubbands, která vrací pro dané frekvenční pásmo informaci o tom, zda
je relevantní pro detekci beatů, či nikoli.
Pro zjištění vhodných časů šipek složí metoda findSuitableStepTimes – její zpracování
je časově nejnáročnější, neboť pracuje nad 8192 vzorky dat s krokem 1024 vzorků, navíc jsou
zde hledány výrazné tóny, celé frekvenční spektrum je tedy procházeno pro každý možný
tón a jeho harmonické frekvence. Podrobnosti jsou popsány v kapitole 5.
Poslední fází je utvoření jednotlivých úrovní obtížnosti a ukládání souborů do formátu
StepManie.
6.1 Ukládání souboru
Formát StepMania (viz [3]) má několik specifik, která je třeba při ukládání dat zohlednit.
Prvním z nich je, že osnova beatů, tedy tempa jednotlivých úseků, se zadává ve formátu
X=Y, kde X je číslo beatu, od jehož času začíná tempo YBPM. Vzhledem ke způsobu, jakým
si program udržuje informace o beatech (tedy čas začátku sekvence a rozestup beatů v ní),
je třeba si průběžně počítat jednotlivé beaty a ve chvíli, kdy se tempo mění, dopočítat
beat s takovým BPM, aby zaplnil přesnou mezeru mezi posledním beatem jedné sekvence
a prvním beatem druhé.
Druhým specifikem je způsob ukládání šipek, jedná se vždy o řádky XXXX, kde X je
typ šipky na dané pozici, v našem případě buď 0, značící žádnou šipku, nebo 1, značící
obyčejnou šipku (tap note) ve směru určeném pořadím ve čtveřici, viz sekce 5.3.2. Jednotlivé
5PCM – Pulse Code Modulation – jedná se o sekvenci diskrétních hodnot signálu s určitou vzorkovací
frekvencí, nejběžněji 44100 Hz, bez komprese
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řádky jsou sdruženy do
”
taktů“ (dle specifikace formátu), přesněji se však jedná o čtveřice
čtvrťových not, nezávisí to tedy na taktu dané skladby, spíše to odpovídá notě celé. Počet
řádků v rámci jednoho takto zapsaného
”
taktu“ udává, na kolik dílů se bude dělit ona celá
nota, základní čtyři řádky určují, že se jedná o čtvrťové noty, osm řádku by určovalo noty
osminové a podobně. Každý zapsaný
”
takt“ se zadává nezávisle na předchozím, je zde tedy
možné optimalizovat počet zapsaných řádků na základě podrobnosti, s jakou v danou chvíli
potřebujeme udávat šipky. Jelikož se v této práci šipky umísťují do slotů N polovin, třetin
a čtvrtin mezi 2 beaty, stačí zjistit nejmenší společný násobek jmenovatelů těchto zlomků,
což je 12, a tím pádem vytvářet pro každé čtyři intervaly beatů 48 řádků pro šipky. Řádky
příslušící slotům, kde jsou nějaké šipky, budou na daném místě obsahovat 1, všechny ostatní
budou 0.
Příklad souboru ve formátu StepMania demonstruje ukázka 6.1.1.































Pro zrychlení analýzy písniček při vývoji je v programu implementována možnost automa-
ticky ukládat pomocné soubory, ze kterých lze potom načíst rozpracovanou analýzu. Kon-
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krétně se jedná o uložení výstupu fáze hledání vhodných časů pro šipky, což je časově nejná-
ročnější část analýzy. Pro testování následující fáze, tedy vytvoření šipek, tak lze přeskočit
toto vyhledávání, čímž se při testování a vývoji dosáhne značné časové úspory. K aktivaci
této funkcionality stačí odkomentovat příslušný řádek s voláním fileHandler->saveTmp()
v souboru mainwindow.cpp, při analýze se pak budou vytvářet soubory s příponou .sgtmp,
které lze otevřít obdobně jako .ogg soubory (viz příloha C.1), pouze je třeba zvolit správný
filtr v dialogu. Po otevření pomocného souboru dojde k načtení příslušného .ogg souboru a





Jelikož je obtížné najít strojová měřítka pro hodnocení kvality a zábavnosti šipek, prováděl
jsem testování dotazníkovou formou. Hráčům jsem předložil testovací sadu písniček, ve
které byla vždy dvojice automaticky vytvořených šipek a jejich ručně vytvořené alternativy
(které jsem získal z internetu). Dvojice byly v náhodném pořadí označeny písmeny A a
B, hráči tedy nepoznali na první pohled, o kterou variantu se jedná. Z testovací sady si
hráči zvolili písničky dle svého vkusu, na výběr bylo celkem osm skladeb, které byly voleny
zejména podle hudby. Docílilo se tak požadovaného efektu, tedy vzorové situace, kdy hráč
shání soubor šipek na svoji oblíbenou písničku – zda má dobré alternativy již vytvořené,
nebo se mu vyplatí sáhnout po softwarovém generátoru.
Testování se zúčastnilo celkem 13 uživatelů, celkem odskákali 30 dvojic písniček, pro
statistiky bylo celkem 63 vzorků dat (tři písničky neměly doplněnou příslušnou druhou
verzi). V dotaznících jsem se zaměřil na dvě části, první z nich se týkala zejména tempa
písničky, druhá se pak zaměřila přímo na šipky.
7.1 Zhodnocení detekce tempa
Ukázalo se, že detekce tempa je poměrně dobře zvládnutá, hlavním problémem automaticky
vytvořených šipek jsou okamžiky, kdy se tempo mění. V takových chvílích je totiž tempo
dopočítané podle délky potřebného posunu beatů, což však může znamenat velmi vysoké
BPM. To při hře způsobí, že z ničeho nic proletí přes obrazovku šipka rychlostí takovou, že
hráč nemá šanci zareagovat. Takovýto okamžik dokáže hráči zkazit dojem z celé písničky.
Možná řešení jsou v zásadě dvě:
1. Neosazovat tyto korekční beaty, případně ještě vždy jeden beat následující, šipkami
– tím se zajistí, že se po obrazovce nebudou žádné pohybovat, takže ke korekci dojde
bez povšimnutí hráčem.
2. Korekce neřešit pomocí beatů navíc, ale podle
”
pauz“, které většina DDR softwarů
umožňuje. V takovou chvíli se celá písnička zastaví a plynule pokračuje po uplynutí
udané doby. Nevýhodou tohoto řešení je to, že na úroveň
”
Novice“ se pauzy ignorují,
což by šipky značně rozhodilo.
Další možností je samozřejmě další zpřesňování detekce beatů, aby takovéto posuny nebyly
nutné.
Dalším problémem určeného tempa je u některých písniček to, že zničehonic zpomalí na
polovinu a po nějaké době zase zrychlí. Je to způsobeno použitými algoritmy, je poměrně
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složité při nepřesném měření beatů určit, zda znamenají určité tempo, nebo tempo poloviční
či dvojnásobné. Možným řešením by bylo omezit výstup na konstantní tempo po celou
písničku, čímž by se tyto změny vyrušily. Většina písniček tempo v průběhu nemění, kvůli
několika výjimkám se pravděpodobně nevyplatí mít zhoršenou detekci i u těch ostatních.
Na stupnici 1-5 (školní známkování – jednička znamená nejlepší hodnocení, pětka na-
opak nejhorší), dosahovalo hodnocení tempa v několika faktorech průměrné známky 2,15
u generovaných skladeb, ručně tvořené skladby pak měly průměrné hodnocení tempa 1,74,
viz tabulka 7.1.
Kategorie šipek Průměrná známka Rozsah Směrodatná odchylka
Automaticky generované 2,15 1–5 1,15
Ručně vytvářené 1,74 1–5 1,02
Tabulka 7.1: Tabulka výsledků dotazníku – hodnocení tempa
7.2 Zhodnocení vytvářených šipek
Co se samotných šipek týče, dopadly automaticky generované písničky ještě o něco hůře,
většinou proto, že byly pro hráče příliš nezáživné. Algoritmus generoval písničky s největší
obtížností čtyři, což je pro mnoho hráčů příliš málo, navíc i tato obtížnost byla jen u několika
písniček. Řešením tohoto problému by bylo zvýšení citlivosti detekce, bylo by však třeba
vyladit, jaké zvuky člověka opravdu zaujmou a jaké ne, již při této citlivosti se stává, že
je šipka v okamžiku, kam by ji hráč neumístil. Pro některé skladby byly však ohlasy velmi
příznivé, podařilo se docílit toho, že šipky odpovídaly opravdu tomu, kde by je hráč očekával,
tedy dobře reflektovaly hudbu. Několik testovaných generovaných písniček dokonce na hráče
působilo, že právě tato varianta musí být ta ručně vytvářená, na základě toho, jak dobře
šipky reflektovaly hudbu. Toto nadšení však hráčům většinou bohužel nevydrželo do konce
písničky, neboť kvůli změnám v rázu hudby se opět zhoršila kvalita výstupu.
Při známkování dostaly šipky v průměru 2,6 u generovaných písniček oproti 2,0 u ručně
vytvářených, viz tabulka 7.2. . Porovnání toho, zda by si hráči chtěli automatickou písničku
znovu zahrát, dopadlo srovnatelně jako u ručně generovaných písniček.
Kategorie šipek Průměrná známka Rozsah Směrodatná odchylka
Automaticky generované 2,59 1–5 0,99
Ručně vytvářené 2,03 1–5 1,14
Tabulka 7.2: Tabulka výsledků dotazníku – hodnocení šipek
Nezáživnost písniček by se dala vylepšit například použitím skoků, které se v aktuální
verzi negenerují – jejich možné umístění je v sekvenci šipek v místě, kde dojde k výraznější
změně hudby oproti momentům, ve kterých jsou okolní šipky, případně ve chvíli, kdy zahraje
více nástrojů naráz. Takovýto rozbor nástrojů je však příliš náročný, rozklad hudby na
jednotlivé nástroje je v dnešní době stále jedním z nejsložitějších problémů analýzy hudby,
který nebyl spolehlivě vyřešen. S aplikací takovéhoto rozkladu by se pak ale velmi snadno
získaly informace pro šipky, na kterých je třeba zůstat stát (hold notes) – ty je vhodné




Cílem bylo vytvořit aplikaci, která by na zvolenou písničku byla schopna vygenerovat soubor
šipek vhodných pro odehrání na taneční podložce DDR. Hráčům, kteří si chtějí zaskákat na
svoji oblíbenou písničku, by tak vytvořila snadnou cestu k získání těchto šipek. Jelikož jsou
šipky většinou vytvářeny až pokročilými hráči, nejsou přizpůsobeny úrovním začátečníků,
proto se hodilo zacílení aplikace zejména na méně zkušené hráče.
Ve všech testech dopadla aplikace relativně srovnatelně s ručním generováním – pokud
by se písničky pro testování nevybíraly dle hudby, ale dle kvality existujících šipek, aplikace
by samozřejmě zatím nemohla konkurovat. Při shánění šipek na konkrétní skladbu má však
aplikace potenciál hráče oslovit (viz ohlasy v příloze D).
Myslím si, že se mi podařilo vytvořit aplikaci mající potenciál v odvětví, ve kterém
zatím žádná podobná aplikace neexistuje. V obou hlavních fázích zpracování písničky (tedy
detekce beatů a tvorba šipek) se mi podařilo dosáhnout použitelných výsledků, vyzkoušet
různé postupy a navrhnout řešení stávajících problémů. Aplikace je také dobrým podkladem
pro další vylepšování, a to nejen co se analýzy zvuku pro detekci beatů a určování načasování
šipek týče, ale i pro kreativnější tvorbu jednotlivých sekvencí šipek.
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Stanovení úrovně obtížnosti na
základě počtu šipek za sekundu
Pro zjištění úrovně obtížnosti, označované ve většině her na DDR pomocí počtu
”
ťapek“,
jsem použil počet šipek za sekundu u několika zvolených písniček, u kterých mi, na základě
předchozích zkušeností, přišla udávaná obtížnost adekvátní náročnosti hraní. Konkrétní
naměřené hodnoty uvádí následující tabulka.
Název skladby Umělec SPS1 Úroveň Obtížnost BPM
Sack Mellownoma 0.4 Novice 1 35
Concerto Sanxion7 0.72 Novice 1 140
Beethoven Virus BanYa 1.2 Novice 2 162
Sandstorm Darude 1.3 Easy 4 136
Tetris Reborn BOUNC3 1.3 Novice 2 141
Beethoven Virus BanYa 1.42 Easy 4 162
Tetris Reborn BOUNC3 1.42 Easy 4 141
Sandstorm Darude 1.7 Medium 6 136
Beethoven Virus BanYa 1.81 Medium 5 162
Swan Song Remix2 - J-Beat2k8 + 2.26 Medium 7 160
Drum’n’Bass Minefield Within Temptation
Concerto Sanxion7 2.3 Easy 4 140
Tetris Reborn BOUNC3 2.53 Medium 6 141
Concerto Sanxion7 2.7 Medium 6 140
Beethoven Virus BanYa 3 Hard 8 162
Tetris Reborn BOUNC3 3.5 Hard 7 141
Tabulka A.1: Tabulka pro zjištění vztahu obtížnost – šipky za sekundu
1Steps Per Second – průměrný počet šipek za sekundu
Ze získaných hodnot jsem vytvořil graf a jeho body přizpůsobil rovnoměrnějšímu prů-
běhu, jelikož do obtížnosti šipek se promítá nejen jejich počet, ale i jejich složitost. Tu jsem
zohledňoval na základě vlastních zkušeností. Výsledné hodnoty jsem proložil exponenciální
regresní křivkou (viz obrázek A.1). Její upravená rovnice (rovnice A.1) je pak v programu
použita pro výpočet hledaného intervalu d mezi dvěma šipkami při požadované obtížnosti
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D, její inverzní varianta naopak na výpočet úrovně obtížnosti D na základě průměrného
počtu šipek za sekundu n (rovnice A.2).









Počet šipek za sekundu
Exponenciální regrese
počtu šipek za sekundu
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• Technická zpráva – složka technicka zprava
• Zdrojové soubory technické zprávy – složka zdrojove soubory technicke zpravy
• Ukázky vygenerovaných šipek – složka ukazky sipek
• Příklad OGG souborů, ze kterých lze nechat utvořit šipky – složka ukazky
• Zdrojové kódy aplikace – složka StepGen
• Binární verze aplikace pro operační systém Windows – soubor StepGen.exe ve složce
StepGen/release
• Video vygenerovaného ukázkového souboru šipek zaznamenané v editoru DDReam-




Program je multiplatformní – využívá obecně dostupných multiplatformních knihoven a
nepoužívá žádné postupy závislé na operačním systému. Testován byl na systémech Win-
dows (konkrétně Windows 7 64b a Windows XP 64b Edition) a Linux (distribuce Debian
a Ubuntu).
C.1 Spuštění aplikace
Pro spuštění na Linuxu je třeba stáhnout knihovny Qt, Ogg, Vorbis a Sndfile. V Debianu
se jedná o balíčky libqt4-core, libqt4-gui, libogg0, libvorbis0, libvorbisfile3 a
libsndfile1. Dll knihovny pro Windows jsou přiloženy na CD ve složce StepGen/release,
stejně jako samotná binární verze programu (StepGen.exe). Ke spuštění by nemělo být
třeba dalších závislostí, na Windows není třeba knihovny nikam kopírovat.
Po spuštění stačí zvolit File→Open (klávesová zkratka Ctrl+O), zvolit nějaké hudební
soubory ve formátu OGG Vorbis a po potvrzení se začnou vytvářet šipky. Na CD jsou
připraveny ukázkové OGG soubory ve složce ukazky. Po dokončení šipek je třeba vytvořit
pro každou písničku zvlášť složku, umístit do ní zpracovávaný OGG soubor a vytvořený
StepMania soubor (který vznikne ve složce s hudebním souborem, liší se pouze tím, že má
příponu .sm). Takto vytvořenou složku pak stačí umístit do nějaké skupiny písniček svého
oblíbeného herního softwaru k DDR.
Další možností je spuštění přes příkazovou řádku, jednotlivé soubory se pak jednoduše
zadají jako parametry při spuštění. Vzhledem k závislostem kódu na GUI je však i přesto
vyžadován běh X-serveru, pro dávkové konverze však toto rozhraní poslouží dobře.
V případě volně dostupného EverStepu1 pro Windows nebo taktéž volně dostupné Step-
Manie2, která je multiplatformní, jsou jednotlivé skupiny písniček utvářeny jako podsložky
ve složce Songs v hlavní složce programu. Ve zmiňované složce Songs je tedy třeba vytvořit
podsložku pro skupinu písniček, a v ní další složku, tentokrát už pro jednotlivou písničku,
kam nahrajeme příslušný zdrojový OGG soubor a vygenerovaný .sm soubor. Již připravená
skupina písniček je složka ukazky sipek na CD.
Pak už zbývá jen spustit hru, zvolit herní režim, nalézt vloženou písničku, vybrat si
úroveň a hra může začít. V případě, že nemůžete vloženou písničku nalézt, stlačte v seznamu
písniček klávesy (šipky) nahoru, dolů, nahoru a dolů (v dostatečně rychlém sledu), čímž




skladeb, do které jste vkládali písničku a zvolit hledanou skladbu. Samotnou hru i menu
lze ovládat nejen pomocí taneční podložky, ale i pomocí klávesnice – klávesy Start a Select
na klávesnici nahradí klávesy Esc a Enter.
Pro testování dobře poslouží i editor pro OS Windows – DDReamStudio3. Po jeho spu-
štění stačí ve zobrazeném dialogu vybrat vygenerovaný .sm soubor. Spuštění a pozastavení
přehrávání lze provést mezerníkem, při testování je potřeba vypnout v nastavení možnost
Autoplay. Testování je pak obdobné, jako při hře – příslušné šipky je třeba mačkat v oka-
mžiku, kdy se pohybující šipka přesně překryje se šedými šipkami v horní části obrazovky.
C.2 Kompilace ze zdrojových kódů
Pro kompilaci ze zdrojových kódů, které jsou na CD ve složce StepGen, je třeba mít na-
instalované dev verze všech balíčků zmiňovaných v sekci C.14. Potřebné jsou samozřejmě
základní balíčky pro kompilování C++, tedy make a g++. Na OS Windows však není třeba
závislosti řešit, všechny potřebné knihovny jsou obsaženy ve složce projektu.
Na všech OS je nezbytný framework Qt5 (alespoň verze 4.5), vhodné je celé prostředí
včetně Qt Creatoru6 (verze alespoň 1.2), ve kterém lze otevřít celý projekt – jedná se
o soubor StepGen/StepGen.pro. Pro spuštění v Qt Creatoru stačí kliknout na ikonku zelené
šipky, v případě terminálového přístupu se jedná o příkazy qmake-qt4 a make. Výsledný
binární soubor pak stačí spustit (./StepGen v případě Linuxu, na OS Windows se pak
jedná o soubor StepGen.exe ve složce release).
3http://www.ddreamstudio.com/download.htm
4Dev verze potřebných balíčků v Debianu jsou následující: libqt4-dev, libvorbis-dev, libsndfile-dev
a libogg-dev
5http://qt.nokia.com/downloads, na Debianu se jedná o balíček libqt4-dev
6Na stejné adrese, jako celý framework, tedy http://qt.nokia.com/downloads, v Debianu se pak jedná




Po testování jsem uživatelům řekl, které písničky byly vytvářené ručně a které automaticky
a ptal se jich, jaké vidí možné uplatnění takovéto aplikace, zda by nějakou podobnou chtěli,
těch negativních pak proč si myslí, že automatická tvorba nemůže té ruční konkurovat. Zde
jsou uvedené vybrané odpovědi.
Taneční hry jsou na světě už několik let a zahrát si můžete něco přes 15 000
songů, ale velkým problémem je jejich kvalita, protože většina z nich je dělaná
doma jen tak
”
na koleni“. Hodnocení obtížnosti, stepchart1 nebo rychlost u ta-
kových písniček velmi často neodpovídají skutečnosti nebo nesedí do rytmu a
to dělá song téměř nehratelný. Skoro každý hráč hudebních her si chce vyrobit
stepchart pro svoji oblíbenou písničku, ale po pár dnech to vzdají, protože je to
velmi pracný a zdlouhavý proces, navíc jen 10% hráčů umí zacházet s generá-
tory, odhadovat BPM nebo vymýšlet zajímavé kombinace kroků a ještě horším
faktem je, že méně než polovina z nich má opravdu hudební sluch. . .
V současné době neexistuje žádný nástroj, který by vzal písničku, prozkou-
mal ji a vyrobil hotový, použitelný a pěkný stepchart, ale StepGen mě překvapil.
Pokud jeho tvůrci přidají několik maličkostí a vyladí pár chybek, dokážu si ho
představit v praxi.
(Jana Molnárová, předsedkyně sdružení Czech DDR2, DDR se aktivně věnuje pět let)
Šípky z internetu sú veľmi často zlé, takže občas je problém zohnať šípky na
určitú pesničku. V tomto je ten program úplne super. Človek mu zadá pesničku a
behom chvíle vygeneruje použiteľné šípky. Verím, že s ďalším vývojom pribudnú
aj vyššie obtiažnosti a zvýši sa
”
kreativita“ programu, takže šípky budú človeka
aj viac baviť. Tento program má určite peknú budúcnosť pred sebou, avšak je
na ňom ešte dosť práce. Zmysel však určite má.
(Jana Staurovská, DDR se věnuje dva roky)
Nikdy jsem s podobným softwarem nesetkal, takže nemám možnost srovnání.
Jsem si jistý, ze plně vyladěný program by byl pro určité písničky schopen
generovat validní data. Co se konkurenceschopnosti (porovnání s lidmi - dle
1Stepchart – samotná sada šipek určité obtížnosti, pozn. autora
2http://www.czechddr.cz/
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otázky) týče, nejsem tak optimistický. Ručně vyrobené šipky (pokud je autor
udělá pořádně) budou asi vždy kvalitnější. Program sice může mít sebelepší
detekci dob, ale nikdy nebude schopen
”
cítit“ dynamiku hudby a nebude schopen
ji přesně vyjádřit. Myslím si, že generované písničky se hodí spíše pro nižší
obtížnosti, u kterých není možné tak důkladně vyjadřovat hudbu, protože při
maximu jedné šipky na dobu (což rozhodně není nejlehčí obtížnost) toho moc
nevyjádříme.
Uplatnění pro aplikaci bych proto hledal v generování šipek pro začátečníky
a to pouze v omezeném spektru písniček. Pro složitější obtížnosti jsou kvalitnější
ručně napsané šipky.
(Jiří Urbanovský, DDR se věnuje dva a půl roku)
Pokud se to dotáhne, tak to bude dobrý. Zatím to ručně generovaným nekon-
kuruje.
(Jan Šinkora, DDR se věnuje dva a půl roku)
D.1 Znění dotazníku






• Kolikaleté zkušenosti s DDR máš?
• Jakou obtížnost písniček na DDR běžně skáčeš? (počet ťapek)
• Máš nějaké další taneční či hudební zkušenosti?
Hodnocení konkrétního souboru šipek
• Název písničky (včetně označení A/B pro rozlišení ručně tvořených a automaticky
vygenerovaných souborů šipek)
• Na čem jsi písničku hrál? (zda na DDR, nebo na klávesnici)
• Jakou měla písnička uvedenou obtížnost?
• Jakou obtížnost bys písničce přisoudil ty?
• Jaké hodnocení jsi od hry dostal za tuto písničku?
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Následují otázky, dle kterých hráči hodnotili písničky na stupnici 1–5 českým školním
známkováním, tedy jednička znamená nejlepší hodnocení, pětka naopak nejhorší.
První sada těchto otázek se týkala tempa a byla vyhodnocována souhrnně:
• Přesnost rychlosti tempa (tj. nakolik šly červené šipky do rytmu, pokud se například
oproti písničce pomalu zpomalovaly, je to špatně)
• Přesnost načasování tempa (nakolik seděly červené šipky do hudby celkově, tj pokud
byly pozdě nebo brzo, je to špatně)
• Vliv změn tempa na hratelnost písničky (změny tempa v nesmyslné okamžiky jsou
špatně)
• Celkové hodnocení kvality tempa
Další sada se pak týkala samotných šipek a také byla vyhodnocována souhrnně:
• Odpovídaly samotné šipky dobře hudbě? (tj. zda byly tam, kde by se na základě
hudby daly očekávat)
• Nakolik přesně byly šipky načasované na zvuky, na které ses je snažil šlapat? (napří-
klad šipka o čtvrt doby jindy, než příslušný zvuk, je špatně)
• Byly šipky dostatečně kreativní? (stále stejné sekvence šipek jsou špatně)
• Nakolik tě písnička bavila?
• Jak byla písnička zaplněna šipkami? (pokud měla samé pasáže bez šipek, je to špatně)
Poslední známkovací otázka se snažila zjistit hráčův celkový názor na soubor šipek:
• Jak bys celkově ohodnotil písničku? (nikdy víc ⇒ za 5, pokud máš nutkání skákat
stále dokola, jasná 1)
Na konci dotazníku měli hráči prostor k poznámkám.
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