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com [2]: (a) o aumento da introdução de defeitos à medida que alte- 
In software engineering, Software Configuration Management is a 
set of support activities that allows for the orderly absorption of 
changes inherent to software development. For that, organization 
models for code versioning like Gitflow have been proposed. In 
Gitflow, two fixed branches (master and develop) are used to store 
the project history and be the starting point for changes. Despite the 
popularity of Gitflow for being considered a simple workflow, there 
are few: (a) reports of its use in practice and / or (b) documentation 
on how to deploy it in a real environment. This paper presents the 
process of adapting Gitflow and creating rules for its application 
in a real software development project. This adaptation took into 
account the opinions of managers and developers of a team of 
approximately 30 people within an agile Scrum life cycle. As a 
result, definitions and documents were generated to keep track of 
development, in addition to defining the necessary steps for its 




Gerência de Configuração, GitFlow, Processo de Desenvolvimento, 
Relato de experiência. 
 
1 INTRODUÇÃO 
Na engenharia de software, o processo de desenvolvimento de soft- 
ware envolve várias etapas e vários profissionais. Durante a análise, 
projeto, implementação, avaliação, manutenção e implantação do 
software, vários artefatos de software são criados e consumidos. 
Consequentemente, à medida que o time cresce e/ou se dispersa 
é necessário controlar quem trabalha em que parte do software 
[1]. Nesse contexto, a gerência de configuração de software é uma 
atividade abrangente que ocorre ao longo de todo o ciclo de vida de 
um software, e que pode ajudar a resolver problemas relacionados 
rações são efetuadas sem uma analise; (b) atrasos em entregas; (c) 
degradação da qualidade do software; e (d) custos com retrabalho. 
A gerência de configuração permite identificar e controlar modi- 
ficações, garantir a implementação adequada das modificações e 
relatar as modificações a outros que possam ter interesse [3]. Entre 
as principais vantagens da aplicação de conceitos de gerência de 
configuração podem ser citadas [1]: (a) permitir que os diversos 
envolvidos na criação e manutenção do software tenham acesso ao 
histórico destas modificações; (b) fornecer subsídios para o enten- 
dimento do sistema na sua forma atual, e também nas suas formas 
anteriores; e (c) melhorar a qualidade do software. 
Para alcançar os objetivos propostos acima, é necessário contro- 
lar a evolução do software, através do controle de versões, solici- 
tações de mudanças e construção do software [4]. Nesse contexto, 
o controle de versões combina procedimentos e ferramentas para 
gerir diferentes versões de itens de configuração que são criados 
durante o processo de software. Um item de configuração é cada 
elemento criado durante o processo de engenharia de software, ou 
que seja necessário para este processo; e pode ser um arquivo, uma 
aplicação corporativa, uma parte de um documento, uma sequên- 
cia de casos de teste, entre outros [5]. Um sistema de controle de 
versões pode ser utilizado para disponibilizar [6]: (a) um banco 
de dados dos itens de configuração relevantes; e (b) uma forma 
de coletar todos os itens de configuração relevantes e construir 
uma versão especifica do software. Nesse contexto, o Git é um dos 
sistemas modernos de controle de versão mais adotado, visto que 
apresenta código aberto maduro e com manutenção ativa [7]. 
Existem diferentes formas de trabalhar com o Git, considerando 
diferentes contextos de desenvolvimento e as especificidades dos 
projetos de software [6]. Portanto, modelos de fluxo de trabalhos 
têm sido desenvolvidos para orientar equipes de desenvolvimento 
na realização de atividades como [8]: (a) criação de branches (ra- 
mificações), isto é, inicia uma nova linha de desenvolvimento em 
paralelo a uma principal já existente; (b) execução de push, que é 
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usado para enviar conteúdo do repositório local para um repositório 
remoto; ou (c) execução de merges, que faz a fusão de dois arquivos 
que estão sendo alterados simultaneamente por pessoas diferentes, 
garantindo que a versão final contenha todas as alterações. 
Entre os modelos existentes, um dos modelos que tem se desta- 
cado por sua facilidade de implementação é o Gitflow [9]. O Gitflow 
é um modelo fortemente baseado em ramificações, mas focado em 
entregas de projetos que define os papéis de cada ramificação e 
como eles devem interagir [10]. Entre as ramificações utilizadas, 
são sugeridas: ramificações de funcionalidades, ramificações de lan- 
çamento e ramificações de manutenção. O Gitflow tem sido adotado 
em vários projetos de desenvolvimento [11–13]. No entanto, os ar- 
tigos relatando a aplicação do Gitflow não descrevem com detalhes 
como o mesmo pode ser aplicado, citando apenas sua utilização. 
Além disso, existem poucos relatos da aplicação deste modelo de 
fluxo de trabalho no contexto de desenvolvimento ágil, que tem 
ganhado popularidade no últimos anos [14]. Diante do exposto, este 
artigo relata uma experiência prática de adoção do modelo Gitflow 
em um contexto de desenvolvimento ágil real. Uma subequipe de 
gerentes e desenvolvedores analisou e adaptou este modelo no de- 
senvolvimento de um sistema inteligente para análise e predição de 
resultados de litígios e sugestão de tratativas em uma empresa de 
energia multinacional. O processo de desenvolvimento Scrum ado- 
tado pela equipe de desenvolvimento de software foi adaptado para 
incorporar as atividades do Gitflow. Neste artigo, são apresentadas 
as adaptações incorporadas ao processo de desenvolvimento e as 
lições aprendidas desta adaptação, do ponto de vista de gerentes e 
desenvolvedores envolvidos na implantação do Gitflow. 
Este artigo está organizado da seguinte forma. A seção 2 fornece 
conceitos relacionados ao Gitflow, bem como trabalhos relaciona- 
dos. Na seção 3, é apresentado o contexto de desenvolvimento ágil 
do sistema inteligente e as ações definidas no contexto do Gitflow. 
Por sua vez, a Seção 4 apresenta a implantação do Gitflow e os re- 
sultados alcançados. Finalmente, a Seção 5 apresenta as conclusões 
e perspectivas futuras deste trabalho. 
 
2 BACKGROUND 
2.1 O Modelo Gitflow 
Segundo Driessen [9], o Gitflow surgiu como uma alternativa para 
o controle de versões em projetos de desenvolvimento utilizando o 
Git. O seu objetivo é manter a integridade do código e permitir que 
pessoas trabalhem de forma colaborativa no mesmo projeto. A Fi- 
gura 1 apresenta os diferentes elementos do Gitflow. Neste modelo, 
existem duas ramificações para registrar o histórico do projeto. A 
ramificação principal (master) armazena o histórico do lançamento 
oficial, e a ramificação de desenvolvimento (develop) serve como 
uma ramificação de integração para recursos. Também é conveni- 
ente marcar todas as confirmações na ramificação principal com um 
número de versão. Além disso, existem as ramificações de recursos 
(features). Cada novo recurso deve residir na própria ramificação, 
a qual pode ser enviada por push para o repositório central para 
backup/colaboração. No entanto, em vez de serem ramificações da 
ramificação principal, as ramificações de recurso usam a ramifica- 
ção de desenvolvimento como ramificação pai. Quando um recurso 
é concluído, ele é mesclado de volta na ramificação de desenvolvi- 
mento. Ainda existem as ramificações de lançamento (release) que 
contêm recursos suficientes para um lançamento. Quando estiver 
pronta para ser lançada, a ramificação de lançamento é mesclada 
com a ramificação principal e marcada com um número de versão.  
Finalmente, é possível ter ramificações de correções prioritárias 
(hotfix), que são usadas para manter os lançamentos de produção 
de forma eficiente. 
 
 
Figura 1: Representação Gráfica do Gitflow adaptada de Dri- 
essen [9] 
 
Ao utilizar o Gitflow, uma equipe de desenvolvimento pode ob- 
ter as seguintes vantagens [9]: ganhar produtividade; garantir um 
estado limpo das ramificações em qualquer momento do ciclo de 
vida do projeto; aumento da facilidade de compreensão das ramifi- 
cações, visto que estas seguem um padrão sistemático; e aumento 
da eficácia quando é necessário ter várias versões do sistema em 
produção. Devido ao potencial do Gitflow como modelo de fluxo de 
controle de versões, várias equipes de desenvolvimento têm utili- 
zado o mesmo em diversos contextos de desenvolvimento [15]. Na 
subseção a seguir, são descritos estes trabalhos e a necessidade de 
fornecer um exemplo prático de adoção do Gitflow. 
2.2 Estudos sobre o Gitflow 
Segundo Phillips et al. [16] existem vários tipos de modelos de con- 
trole de fluxo de ramificações com Git. Por exemplo, o GitHub flow 
oferece a possibilidade de trabalhar em uma ramificação master e 
criar ramificações locais ara manter o controle de alterações. Apesar 
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de permitir a integração contínua e facilitar a manutenção de uma 
única versão em produção, este modelo pode ser tornar instável e 
pode não ser adequado quando há necessidade de manter ramifica- 
ções de lançamento de versões do produto em desenvolvimento. Por 
sua vez, o GitLab flow é um modelo que combina desenvolvimento 
orientado a features e controle de defeitos em funcionalidades. Além 
de sugerir o uso de uma ramificação master, este modelo sugere o 
uso de ramificações do tipo feature onde devem ser feitas as modi- 
ficações. Na ramificação master devem ser feitas as correções de 
defeitos e esta versão é a que será entregue ao cliente. Apesar de 
permitir a integração contínua e permitir um histórico mais limpo, 
o GitLab flow é mais complexo quando for necessário manter mais 
de uma versão em produção. Por sua parte, o modelo One flow é 
uma alternativa ao modelo Gitflow que permite que uma versão de 
lançamento do sistema seja baseada apenas em outras versões de 
lançamento, não possuindo uma ramificação master. Com isso, este 
modelo se forna mais flexível e permite obter um histórico limpo 
quando é necessário manter uma única versão em produção. No 
entanto, não é sugerido em projetos com integração contínua ou 
quando é necessário manter mais de uma versão em produção. 
Considerando o exposto, o modelo Gitflow tem se destacado, 
levando à sua adoção devido aos benefícios citados na Seção 1. 
Além disso, o Gitflow tem evoluído para outros modelos, como o 
GitWaterFlow [15], que permite lidar com problemas relacionados 
com o suporte de versões antigas do produto e fornecer entregas 
urgentes de correções de defeitos. Apesar da criação dos novos 
modelos, poucos são os exemplos da sua aplicação e é necessário 
entender sua versão original para facilitar sua implantação. 
Entre os trabalhos que aplicaram o Gitflow, pode ser citado o 
trabalho de Wa’el Mohsen et al. [17]. Os autores aplicaram o Gitflow 
como parte de uma metodologia de desenvolvimento baseada nos 
frameworks Scrum e Nexus. No entanto, não foram apresentados 
os detalhes do impacto do Gitflow no processo de desenvolvimento, 
ou as etapas realizadas para sua implantação. Outros trabalhos 
similares têm aplicado o Gitflow como parte do processo de desen- 
volvimento de sistemas open-source [18], aplicações de geolocaliza- 
ção [19], ou na implantação de ferramentas [20]. Estes relatos, da 
mesma forma, também não apresentaram detalhes sobre o processo 
seguido para implantar o modelo Gitflow. 
Por sua vez, há trabalhos que relatam a aplicação do Gitflow 
em contextos de desenvolvimento variados voltados para testes ou 
linha de produto de software. Por exemplo, o trabalho de Konrad et 
al. [11], apresenta a aplicação prática do Gitflow num contexto de 
desenvolvimento Scrum, utilizando o repositório para construir e 
executar testes de forma automatizada. Já Montalvillo e Diaz [21] 
fazem uso do Gitflow para gerar um modelo de boas práticas no 
contexto de linhas de produto de software. 
Além dos trabalhos citados, há relatos informais da utilização 
do Gitflow em trabalhos de conclusão de curso ou repositórios de 
desenvolvimento de software. Por exemplo, Wikström [12] apli- 
cou um estudo de caso cujo objetivo foi encontrar os benefícios e 
desafios relacionados com a implementação de integração contí- 
nua no desenvolvimento de software no contexto de uma empresa 
finlandesa de software. Finalmente, Bretal [13] desenvolveu uma 
aplicação web para centralizar, organizar e automatizar projetos de 
identificação de fitoplâncton. Apesar de terem aplicado o Gitflow, os 
trabalhos se concentram na fundamentação teórica e não mostram 
os resultados alcançados das experiências. 
De um modo geral, é visível a popularidade que o Gitflow tem 
ganho nos últimos anos, seja para a aplicação prática e/ou como 
base no desenvolvimento de soluções alternativas em diversos con- 
textos de desenvolvimento de software. Apesar disso, os relatos 
identificados pelos autores deste trabalho não foram suficientes 
para entender o que seria preciso para implantar o Gitflow em um 
processo de desenvolvimento real, muito menos considerando as- 
pectos específicos de um processo de desenvolvimento ágil. O relato 
deste tipo de experiência pode ser útil para equipes de desenvolvi- 
mento novatas que visem aplicar o Gitflow e adaptar atividades de 
desenvolvimento e artefatos para sua implantação. Nesse contexto, 
a seção a seguir, apresenta o contexto de desenvolvimento ágil do 
sistema para o qual foi adotado o Gitflow. 
 
3 CONTEXTO DE DESENVOLVIMENTO 
O objetivo deste artigo é apresentar um relato de experiência da apli- 
cação do Gitflow no desenvolvimento de um sistema de aprendiza- 
gem de máquina (Machine Learning - ML). Portanto, quanto à abor- 
dagem metodológica aplicada nesta pesquisa, podemos classificá-la 
como uma pesquisa descritiva, uma vez que nosso objetivo é ob- 
servar, relatar e analisar as experiências de uso do Gitflow em um 
ambiente de desenvolvimento ágil [22]. Os detalhes para caracteri- 
zar o contexto de desenvolvimento são explicados a seguir. 
 
3.1 Aplicação Desenvolvida 
O mercado de energia em diversos países está passando por mu- 
danças devido ao surgimento de mecanismos legais e gerenciais de 
proteção ao consumidor [23]. No Brasil, a necessidade de mudanças 
no mercado de empresas de energia elétrica tem se tornado mais 
evidente nos últimos anos, principalmente devido ao surgimento de 
ações judiciais contra essas empresas. Nesse contexto, os clientes 
costumam entrar com ações judiciais quando estão insatisfeitos 
com o tratamento e/ou serviço prestado por uma empresa e dese- 
jam ser tratados com justiça. Identificar clientes que provavelmente 
entrarão com uma ação judicial contra a empresa é considerado 
uma identificação de insatisfação do cliente [24]. Essa insatisfação 
pode levar a perdas monetárias consideráveis, incluindo a saída 
de alguns clientes da empresa, além dos custos gerados nos julga- 
mentos. Melhorar a qualidade dos serviços prestados é uma das 
principais formas de diminuir as ações judiciais dos clientes. 
Métodos preditivos foram desenvolvidos para manter o cliente 
e evitar processos judiciais. A previsão de mudança de serviço é 
um problema comum, não apenas em empresas de distribuição 
de energia, mas em empresas que prestam serviços [25, 26]. No 
contexto do fornecimento de energia brasileiro, as soluções de ML 
têm sido propostas para investigar a relação entre a satisfação do 
cliente e as ações judiciais impetradas. Por exemplo, um modelo 
de satisfação do cliente foi desenvolvido usando modelos de equa- 
ções estruturais [27]. Os autores do trabalho citado entrevistaram 
300 participantes de 62 instalações elétricas brasileiras para ava- 
liar o modelo, mostrando que melhorar a qualidade dos serviços 
oferecidos é a principal forma de minimizar o número de ações 
judiciais por parte dos clientes. Outro trabalho propôs uma técnica 
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de tomada de decisão baseada na Teoria dos Conjuntos Aproxi- 
mados para extrair regras de decisão importantes relacionadas à 
rotatividade de clientes [25]. 
Embora muitos trabalhos proponham formas de tratar os clientes 
e prever possíveis ações ou abandono de clientes, que podem sair da 
empresa ou mesmo entrar com ações judiciais contra ela, eles não 
fornecem uma ferramenta para uma análise individual ou conjunta 
do cliente. Uma relação conjunta de grupos de clientes precisa ser 
explorada, uma vez que as características dos grupos de clientes em 
certas regiões podem ser cruciais na decisão de processos judiciais, 
especialmente quando se trata de serviços essenciais, como servi- 
ços de energia elétrica. O sistema ML para as empresas de energia 
preverem ações judiciais relacionadas a consumo não registrado 
e queda de energia foi solicitado como entrega pela concessioná- 
ria Equatorial Energia. Na subseção a seguir, apresentamos mais 
detalhes sobre o contexto de desenvolvimento da aplicação. 
 
3.2 Caracterização do Projeto 
O projeto de desenvolvimento foi denominado Sistema Jurídico 
Inteligente para Análise e Predição de Resultados de Litígios e Su- 
gestão de Tratativas (SiJurI). Este projeto está sendo realizado em 
um período de 18 meses, iniciando em abril de 2020 até o presente 
momento de submissão deste artigo. Ao todo, a equipe de desen- 
volvimento contava com 30 engenheiros de software, entre eles: 
gerentes de projetos, especialistas em ML, desenvolvedores de soft- 
ware, desenvolvedores de interface gráfica, analistas de software, 
administradores de banco de dados e testadores de software. 
Para desenvolver o sistema ML, a equipe de desenvolvimento 
aplicou a metodologia ágil Scrum. Scrum é um dos processos de 
desenvolvimento ágil mais populares na comunidade de desenvol- 
vimento brasileira [28, 29]. O Scrum é focado em planejamento, e 
as equipes que o usam normalmente seguem algumas práticas que 
os levam a uma definição sobre o que será implementado em um 
release e, após a devida priorização, o que será implementado como 
parte de uma iteração (sprint). Ao usar o Scrum, espera-se que as 
equipes definam um backlog do produto, uma lista com todos os 
requisitos pendentes para um projeto, dimensionados com base 
na complexidade, dias ou alguma outra unidade de medida que as 
equipes decidam. Nesse sentido, a equipe deste projeto escreveu 
frases simples para cada requisito dentro do backlog do produto, 
algo que foi usado pela equipe para iniciar discussões e detalhar o 
que é necessário para ser implementado pela equipe. 
Na metodologia Scrum, algumas funções são definidas: (a) pro- 
duct owner, responsável por ser a voz do negócio dentro de um 
projeto Scrum; (b) Equipe Scrum, formada por seus desenvolve- 
dores, testadores e outras funções dentro do projeto; e (c) Scrum 
Master, que é responsável por manter a equipe focada nas práticas 
e valores que precisam ser aplicados dentro do projeto e também é 
responsável por ajudar a equipe sempre que enfrentar algum pro- 
blema durante o processo. Em nosso contexto, o product owner era 
um gerente dentro da empresa de energia Equatorial Energia. Ele 
teria acesso a diversos setores da empresa e possibilitaria reuniões 
com futuros usuários do sistema, para que os requisitos do sistema 
fossem discutidos e definidos. O Scrum master era um desenvol- 
vedor experiente em ML com mais de 5 anos de experiência no 
desenvolvimento de modelos de ML. Finalmente, a equipe Scrum 
era composta por engenheiros de software experientes (mais de 
3 anos de experiência) e inexperientes (alunos de graduação em 
estágio). 
Para definir quais entregas seriam produzidas e avaliadas, foram 
definidas metas para cada sprint com relação ao desenvolvimento 
do modelo de ML e da aplicação Web embutindo o modelo. Assim, as 
seguintes atividades foram definidas para o projeto: (a) Definição de 
escopo e arquitetura (Sprints 1-3); (b) Desenvolvimento de Base de 
Dados (Sprints 4-10); (c) Desenvolvimento do Módulos para Geração 
de Relatórios e Tomada de Decisão (Sprints 4-14); (d) Desenvolvi- 
mento de Interface de Usuário que integraria os dados e produziria 
relatórios (Sprints 08-18); e (e) Teste, Integração e Liberação (Sprints 
6-18). Após definir as principais atividades a serem executadas no 
projeto, a equipe de desenvolvimento seguiu as práticas do Scrum. 
A reunião de planejamento do Sprint ocorreu no início de cada 
Sprint. Durante a Sprint, a equipe trabalhou em diversas atividades 
de acordo com o planejamento do projeto. Para acompanhar as 
decisões de design e requisitos para cada Sprint, a equipe utilizou 
um quadro Kanban online, que tem colunas para categorizar as 
tarefas em: "a fazer", "fazendo", e "concluído". Diagramas de ati- 
vidades e apresentações foram desenvolvidos a cada sprint para 
documentar os requisitos e o estado atual do projeto. Além disso, 
foram realizadas reuniões diárias para avaliar problemas durante o 
desenvolvimento do software. 
Conforme descrito acima, durante a atividade de Definição de 
escopo e arquitetura, quando os modelos de ML e modelos de inte- 
ração começaram a ser desenvolvidos, foi sugerida a implantação 
de um modelo de fluxo de trabalho com Git para gerenciamento de 
configuração. Nesse contexto, a equipe de desenvolvimento decidiu 
adotar o Gitflow, devido aos pontos positivos citados na Seção 2. 
Além disso, o cenário de desenvolvimento dinâmico e a necessidade 
de entregas para o cliente, foram fatores decisivos para que a equipe 
optasse pela utilização deste modelo. Neste artigo, serão relatados 
os passos que foram necessários para a implantação do Gitflow pela 
organização, além de mostrar o resultado final desta implantação 
considerando a nova organização do ambiente de trabalho e a opi- 
nião dos profissionais que participaram do processo de implantação. 
A seguir, apresentamos o processo de definição de etapas e artefatos 
adotados pela organização para a implantação do Gitflow. 
 
4 IMPLANTAÇÃO DO GITFLOW 
4.1 Adaptação do Processo e Artefatos 
Como indicado acima, o processo de implantação do Gitflow foi 
sugerido devido a vários problemas enfrentados pela equipe em 
projetos anteriores. A equipe de desenvolvimento tinha experiên- 
cia com vários projetos na área de ML. No entanto, a organização 
enfrentava um problema de rotatividade de profissionais. Além 
disso, a volatilidade de requisitos dificultava a manutenção de pro- 
jetos antigos, uma vez que os profissionais que trabalhavam em 
um projeto, não estavam mais na equipe quando era necessário 
retomá-lo ou realizar manutenções. Consequentemente, os geren- 
tes do projeto encarregaram a uma sub-equipe a implantação do 
Gitflow. Inicialmente, a proposta era fazer a adoção de um processo 
de gerenciamento de configuração mais robusto. No entanto, uma 
mudança radical não seria possível, considerando que a equipe 
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estava, no momento da implantação, trabalhando em diversas ativi- 
dades do projeto. Portanto, foi feita a sugestão de adotar mudanças 
gradativas no processo de desenvolvimento. 
Para decidir quais mudanças seriam implementadas, a equipe de 
gerentes, em conjunto com um subconjunto dos desenvolvedores 
de maior experiência, realizaram diversas reuniões com sessões de 
brainstorming (chuva de ideias) para definir quais riscos/dificuldades 
eram frequentes nos projetos. Entre os principais problemas, a 
equipe destacou: (a) dificuldade de encontrar os arquivos corretos 
nos diretórios da equipe; (b) dificuldade em identificar quem era 
o responsável pelas modificações dos artefatos; (c) dificuldade de 
manter informações sobre resultados obtidos nas sprints em ter- 
mos de funcionalidades desenvolvidas; e (d) dificuldade em manter 
o controle das versões e a garantia da qualidade das mesmas em 
termos de execução de testes. Após a identificação dos principais 
problemas, a subequipe designada analisou as regras específicas do 
Gitflow e as atividades corriqueiras do processo de desenvolvimento 
ágil adotado pela equipe de desenvolvimento de um modo geral. 
Com base nestas informações a equipe propôs um processo em 
que os gerentes, desenvolvedores e equipe de teste teriam ativida- 
des designadas relacionadas ao controle de versões dos sistemas 
em desenvolvimento, seguindo sugestões do Gitflow adaptadas às 
necessidades e realidade da equipe. A Figura 2 apresenta o processo 
proposto. Para manter o controle das diversas ramificações do sis- 
tema em desenvolvimento, foram criadas contas no Git, de modo 
que ficassem atribuídas as responsabilidades de cada membro da 
equipe quanto à alimentação do repositório. Além disso, foram de- 
signados códigos e estruturas para manter o controle das ações dos 
membros da equipe. Por exemplo, ao criar uma nova ramificação do 
tipo feature, o desenvolvedor teria de usar a seguinte nomenclatura: 
"Create Branch - Feature - Nome da Feature". Instruções e estruturas 
similares foram adotadas ao longo do novo processo definido. 
Outro problema importante relacionado com a frequência de 
atualização dos arquivos e o registro dos responsáveis pelas modifi- 
cações foi resolvido a partir de instruções específicas de atualização 
de cadastro e sobre como proceder com a execução de ações como: 
push, pull, análise de conflitos, entre outros. Adicionalmente, os 
membros da equipe foram instruídos a registrar informações rele- 
vantes para os gerentes ao longo do clico de vida do projeto. Para 
isso, um arquivo leia-me foi instanciado, indicando campos e instru- 
ções de dados a serem especificados ao longo do projeto. O processo 
simplificado na Figura 2, apresenta estas sugestões na forma de ob- 
servações, templates e atividades. Este processo foi validado pelos 
membros do time para posteriormente ser implantado na equipe. 
Para a implantação foi preparado um tutorial e um exemplo prático 




A Figura 3 apresenta um dos arquivos leia-me criados para um 
dos módulos do sistema de ML em desenvolvimento. Como pode 
ser observado, a partir da implantação do Gitflow e a melhoria dos 
artefatos de registro, foi possível ter um novo meio de controle de in- 
formações dos módulos do sistema. Entre estas informações, foram 
registrados dados sobre as funcionalidades desenvolvidas na sprint, 
a versão atual do sistema, registro das configurações necessárias 
para utilização do módulo, instruções para Build e Deploy, além de 
links com acesso a informações externas consideradas importantes. 
Por sua vez, a Figura 4 apresenta um exemplo de como ocorreu 
o registro das atividades dos membros da equipe na ferramenta 
de controle de versões Git. Neste exemplo, é possível visualizar o 
fluxo de trabalho de dois desenvolvedores. Inicialmente, master e 
develop criam suas ramificações correspondentes, inicializando o 
projeto. A partir deste ponto, os desenvolvedores podem trabalhar 
em ramificações de funcionalidades separadas para serem acres- 
centadas à ramificação develop. Quando ocorre uma junção com a 
ramificação develop, os desenvolvedores conversam entre si para 
resolver conflitos. Além disso, neste exemplo também é apresentada 
a possibilidade de dois desenvolvedores trabalharem juntos em uma 
ramificação de uma funcionalidade específica, quando for preciso. 
Para isso, uma nomenclatura específica foi adotada conforme o 
processo definido na Seção 4.1, indicando quem é o desenvolvedor 
que está trabalhando em qual parte da funcionalidade, permitindo 
um melhor controle das atividades dos membros da equipe. Ao final 
do processo, ocorrem os merges nas ramificações feature, develop e 
master, respectivamente. O processo adotado em conjunto com a 
criação de templates e artefatos a serem atualizados permitiu que 
a equipe pudesse melhorar o controle de versões. Como resultado 
deste relato de experiência, ainda foi elaborado um tutorial sobre 
como implantar o Gitflow na organização no contexto ágil. 
Com o objetivo de obter feedback sobre a adoção do Gitflow no 
contexto de desenvolvimento atual pela equipe de desenvolvimento, 
foi preparado um questionário contendo perguntas baseadas em 
indicadores de aceitação de tecnologia [30]. As questões aplicadas 
foram: (a) Qual é a sua opinião sobre a utilidade da abordagem pro- 
posta para a aplicação do Gitflow?; (b) Qual é a sua opinião sobre a 
facilidade de uso da abordagem proposta para a aplicação do Git- 
flow?; (c) Na sua opinião, quais são os problemas que a abordagem 
proposta pode trazer para a aplicação do Gitflow no seu contexto 
de trabalho?; (d) Quais sugestões você indicaria para melhorar a 
abordagem proposta?; e (e) Você pretende utilizar a abordagem 
proposta?. Considerando estas questões, dois desenvolvedores e 
um gerente que participaram do processo inicial de implantação da 
abordagem foram questionados. 
Com relação à utilidade da abordagem, houve comentários rela- 
cionados à organização implantada a partir da adoção do Gitflow, 
além da obtenção de informações necessárias para a gerência. 
"... vejo o Gitflow como esse paradigma para um melhor controle 
de versionamento. A ferramenta já existe e é muito boa, mas faltava 
um protocolo procedimental e acredito que o GITFlow vem como uma 
solução para preencher essa lacuna." - Desenvolvedor 1 
"Sem dúvida, o ponto mais forte de aplicar o Gitflow é a utilidade 
ser bem maior do que apenas utilizar o git de forma despadronizada." 
- Desenvolvedor 2 
"Para mim, sem dúvida ter as informações estruturadas de quem fez 
o que, e quando o fez, me permite tomar melhores decisões no projeto. 
Portanto, esta proposta fornecerá indícios para melhor gerenciar a 
equipe e tomar decisões sobre que módulos precisam de mais suporte." 
- Gerente 
Com relação à facilidade de uso, houve críticas quanto ao apren- 
dizado dos passos necessários para a aplicação do Gitflow. O gerente 
indicou que esta dificuldade pode ser negativa a curto prazo, mas 
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Figura 2: Processo desenvolvido para a implantação do Gitflow no contexto ágil de uma organização desenvolvendo sistemas 
de ML 
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Figura 4: Diagrama contendo histórico das atividades da 
equipe. 
 
que, fazendo parte da cultura organizacional, pode trazer benefícios 
a longo prazo para a manutenção dos projetos. 
"A curva de aprendizado é um pouco demorada bem no início. Mas 
depois de entender o objetivo de cada procedimento e praticar um 
pouco, não há muitas dificuldades." - Desenvolvedor 1 
"A facilidade talvez seja um dos pontos mais fracos da aplicação do 
Gitflow. Não que seja da natureza complicada, mas com toda certeza 
(pelo menos na minha experiência) é fácil cometer erros, seja em 
mensagens de commits erradas ou alguma operação utilizando um 
usuário diferente. O ponto otimista seria que com o uso mais contínuo 
esses erros sejam minimizados." - Desenvolvedor 2 
"Uma das minhas preocupações se encontra na dificuldade de ado- 
tar o Gitflow. Desenvolvedores novatos irão cometer vários erros e 
precisaremos ter uma equipe acompanhando o desenvolvimento. No 
entanto, acredito que a longo prazo, caso o Gitflow seja adotado na or- 
ganização, poderemos melhorar o padrão de desenvolvimento e evitar 
os problemas atuais com relação a controle de versões." - Gerente 
Com relação às possíveis dificuldades e sugestões de melhoria da 
abordagem proposta, os membros da equipe indicaram inicialmente 
a adaptação ao processo, visto que devido ao trabalho necessário 
para aprender as tecnologias e regras, pode ser dificultada a sua 
utilização ou desencorajar desenvolvedores com pouca experiência. 
Adicionalmente, foi sugerida a automação de alguns processos, além 
de flexibilizar algumas atividades para facilitar o seu uso. Alguns 
dos comentários relatando estes pontos são descritos a seguir: 
"Acredito que tenha uma certa resistência da equipe em seguir 
o GITflow bem no início. Isso aconteceria principalmente quando a 
equipe não era adepta a nenhuma boa prática de controle de versão." - 
Desenvolvedor 1 
"... só se alguns dos procedimentos fossem feitos por alguma fer- 
ramenta visual que me impedisse de cometer erros, tais como má 
nomenclatura, merges indevidos do ponto de vista do protocolo." - 
Desenvolvedor 1 
"Deixar a aplicação do Gitflow apenas um pouco mais dinâmica, 
afrouxar um pouco mais a padronização de mensagens de commits e 
outras etapas. Por exemplo, para criar um branch novo é necessário 
todo um rito com um commit específico e alterações em arquivos 
específicas, talvez isso acabe desencorajando os integrantes da equipe." 
- Desenvolvedor 2 
"... seria interessante incorporar novas ferramentas ao processo 
proposto. Adicionalmente, seria necessário criar um pacote de iniciante 
para facilitar a configuração do ambiente e a adoção. Acredito que 
isto seria bom para facilitar para quem nunca utilizou um processo 
como este, que é mais rigoroso." - Gerente 
Finalmente, com relação à intenção de uso do Gitflow, todos os 
participantes concordaram com o seu impacto positivo nos projetos, 
inclusive utilizariam a abordagem fora da organização. Alguns 
trechos corroborando estes pontos são apresentados a seguir. 
"Sim. Usarei em projetos com mais de duas pessoas no time de 
desenvolvimento. Sozinho ou em dupla, eu faria algumas modificações 
para praticidade." - Desenvolvedor 1 
"Sim! A visualização e controle nos repositórios vale a pena. Os 
projetos que eu tive experiência sempre tiveram problemas com ver- 
sionamentos devido à desorganização nos repositórios. Fazer merge 
e essas operações mais "complexas"no git também costumavam tra- 
zer novos problemas devido a um erro na execução das mesmas." - 
Desenvolvedor 2 
"É imprescindível adotar esta tecnologia para facilitar o trabalho 
do gerente e dos futuros desenvolvedores. A manutenção do software 
se tornará mais fácil. É evidente que haverá um custo inicial, mas 
acredito que este custo será compensado a longo prazo." - Gerente 
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5 CONCLUSÕES E TRABALHOS FUTUROS 
Este artigo apresentou o relato de experiência da proposta e implan- 
tação de um processo baseado no modelo Gitflow. Este processo 
foi aplicado no contexto de desenvolvimento de um sistema de 
aprendizagem de máquina aplicando uma metodologia Scrum. A 
partir da análise dos problemas da organização, foi possível definir 
pontos principais a abordar na implantação do Gitflow na organiza- 
ção, considerando as atividades realizadas pela organização. Como 
resultado, foram definidas atividades para implantar o Gitflow e um 
conjunto de artefatos e templates para acompanhar o registro de 
atividades ao longo do processo de desenvolvimento. 
Ao questionar alguns dos membros da equipe de desenvolvi- 
mento envolvidos na implantação, foi possível constatar a aceitação 
do processo proposto com relação à garantia da qualidade e pontos 
positivos em relação à organização das atividades e informações 
disponíveis para os gerentes do projeto. No entanto, foi unanime a 
preocupação a curto prazo com relação à facilidade de uso e apren- 
dizado das diversas regras necessárias para a adoção da abordagem. 
Apesar destes pontos, o processo proposto pode ser útil e as vanta- 
gens consideradas no processo podem ter um impacto positivo no 
projeto a longo prazo, que a equipe pretende explorar. 
Finalmente, este relato de experiência apresenta mais detalhes 
dos que os disponibilizados em outros trabalhos. Além disso, infor- 
mações sobre o processo e artefatos aplicados na prática podem 
ser úteis para equipes de desenvolvimento interessadas na adoção 
e implantação do Gitflow nas suas organizações. Como trabalho 
futuro, pretende-se acompanhar a implantação do Gitflow a longo 
prazo, incluindo etapas de correção de defeitos hotfixes e controle de 
alterações das versões de lançamento releases, obtendo evidências 
da sua eficácia e eficiência, além de relatar lições aprendidas da 
aplicação do Gitflow e o que pode ser melhorado para viabilizar sua 
adoção em outros cenários. 
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