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S příchodem moderních technologií v dnešní době se mění potřeby a možnosti studentů, 
stejně jako náplň výuky. Pro pochopení mnohdy i základních principů se dnes nemusíme 
spoléhat jen na jednoduché náčrtky, které byly běžné ve starších skriptech, nebo na fotografie, 
které se objevují v novějších publikacích. Papírové učebnice s příchodem internetu a běžnou 
dostupností přenosných počítačů postupně ztrácí účel a začínají se projevovat jejich 
nevýhody. Pro studenty je mnohdy důležitá aktualita informací popisovaných v učebnici a 
možnost pohodlného hledání pomocí vyhledávačů. Taktéž pro pochopení principu 
vysvětlované látky poslouží mnohem lépe animovaný obrázek nebo přímo video 
zaznamenávající průběh popisovaného technologického postupu. Nic z toho dnešní papírové 
učebnice nejsou schopny uspokojivě nabídnout a proto se zde nabízí k využití moderní 
webové technologie, které nabízí širokou dostupnost po celém světě, nezávislost na koncovém 
zařízení, možnost aktualizovat informace na základě nových výzkumů i prezentovat videa a 
animace.  
Cílem této práce má být právě jeden z prvních univerzálních výukových systémů, který 
nejen ukáže možnosti nových technologií, ale také umožní studentům čerpat informace o 
mikroelektronických technologiích. Jednoduchou změnou nebo přidáním dat do databáze 
bude možné v učebnici prezentovat i jiné kurzy nebo jen doplňovat informace aktuálních 
témat. Doplňování dat nevyžaduje žádné zvláštní znalosti internetových technologií ani 
programovacích jazyků. O všechny technické záležitosti se postará přehledný administrační 
systém, který data podle pokynů uspořádá a uloží do databáze a vyučující se tak mohou 
soustředit jen na vkládání informací. Čtenáři jsou poté data zobrazena ve formě webové 
stránky, na které lze informace přehledně vyhledat a zobrazit, nezávisle na zařízení a 
softwaru, který čtenář používá. 
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2 Teoretický rozbor mikroelektronických 
technologií 
Technologie výroby elektronických zařízení prochází neustálým vývojem. Kvůli 
kladeným požadavkům na miniaturizaci a snižování spotřeby je neustále nutné vyvíjet nové 
postupy, které tyto požadavky mohou naplnit.  
Za hlavní počátek vývoje mikroelektroniky lze považovat objevení tranzistoru v roce 
1948, který mohl nahradit mnohonásobně větší elektronky, používané do té doby. Od 
tranzistoru byl jen krůček k vytvoření integrovaných obvodů na křemíkovém čipu v roce 
1959. K miniaturizaci přispěla taktéž automatizace montážních technologií a přechod na SMD 
technologii, u které není nutné drátové vývody protáhnout skrz vrtané otvory deskou plošných 
spojů nebo jiným substrátem, ale jsou k desce plochou stranou připájeny, případně mají 
součástky vývody umístěny přímo na těle. 
Mikroelektronické technologie lze rozdělit do několika kategorií dle technologických 
postupů. Mezi hlavní patří: 
 Výroba substrátu 
 Nanášení vrstev na substrát 
 Montáž součástek 
Dále se mikroelektronika zabývá výrobou integrovaných obvodů, jejich kontaktováním 
a pouzdřením, technologií oprav atd. To jsou však poměrně rozsáhlé postupy, které již nepatří 
do tématu této práce. 
2.1 Výroba substrátu 
Základem mikroelektronické technologie je substrát, tedy podložka z obvykle pevného 
materiálu. Na ten se nanáší pasivní síť elektrického obvodu a umístí se zde poté i ostatní 
součástky. Substrát tedy musí splňovat určité předpoklady, aby jej bylo možné k takovému 
účelu použít. Jde především o: 
 Permitivitu (čím vyšší tím lepší) 
 Elektrickou pevnost (čím vyšší tím lepší) 
 Tepelnou vodivost (čím vyšší tím lepší) 
 Součinitel teplotní roztažnosti (čím menší tím lepší) 
 Absorpce vlhkosti (čím menší tím lepší) 
Pro běžné elektrické obvody se používají převážně organické substráty především díky 
nízké ceně. Nejobvyklejší jsou laminátové materiály, především řada FR, která díky svému 
složení vykazují samozhášivé vlastnosti. Skládají se nejčastěji z výztuže (vlákna, tkanina, 
papír atd.) a pojiva (pryskyřice, termoplasty atd.). 
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U náročnějších aplikací se používají anorganické substráty (především keramika). Mají 
podstatně lepší mechanické i elektrické vlastnosti, zvlášť tepelnou vodivost, díky které je 
možná vyšší hustota součástek. [1] 
2.2 Nanášení vrstev na substrát 
U organických substrátů se nanáší obvykle pouze síť vodičů. Všechny součástky, včetně 
pasivních musí být samostatně kontaktovány, ať už pomocí běžných drátových vývodů, nebo 
pomocí SMT montáže. Vodivou síť lze nanášet dvěma způsoby - aditivní a subtraktivní 
metodou. 
 Aditivní způsob - na substrát je nanesena vodivá síť pomocí selektivních metod. 
(sítotisk, kombinace fotorezistu a chemické mědi) Výhodou je ekologičtější proces, 
protože není nutné odstraňovat nadbytečný materiál, vyšší rychlost procesu i snížení 
nákladů. Nevýhodou je především nedořešený a málo rozšířený technologický postup. 
 Subtraktivní způsob - substrát je celý pokoven a pomocí fotorezistivní masky se 
odleptají nežádoucí plochy vodivé vrstvy. 
 kombinované metody - často se metody také kombinují, kdy se pomocí jedné masky z 
fotorezistu zakryje část plochy a nezakryté vodivé vrstvy se jednoduše galvanicky 
zesílí, poté se fotorezist odstraní a nanese znovu na opačnou část plochy, a nezakrytá 
část se odleptá. Tím nedochází ke zbytečnému podleptávání vodivých cest a množství 
odleptávané mědi je také menší. 
Pro anorganické substráty se používá prakticky pouze aditivní postup na bázi nanášení 
vrstev: 
 tlusté vrstvy -  materiál vrstev je tvořen pastou, která se pomocí sítotisku nebo 
šablonového tisku nanese na materiál a poté vypálí. Výhodou tlustých vrstev je 
především možnost realizovat s nimi i některé pasivní součástky (rezistory, 
kondenzátory atd.) 
 tenké vrstvy - materiál vrstev je nanášen napařováním či naprašováním v uzavřeném 
prostředí přes masku, která je následně odstraněna. Výhodou je především možnost 
vytvářet velmi malé struktury, které by pomocí sítotisku nešly vytvořit. [2] 
2.3 Montáž součástek 
Na technický pokrok se váže také miniaturizace součástek. Dříve běžné součástky s 
drátovými vývody jsou nahrazovány jejich menšími variantami v SMD provedení, které se 
přímo montují na substrát. Zvlášť při využití anorganických substrátů je SMD provedení 
nutnost, kvůli problematickému vrtání do substrátu a snaze zmenšit velikost výsledného 
obvodu. 
Montáž SMD součástek probíhá obvykle dvěma způsoby - pájení přetavením a pájení 
vlnou. 
2.3.1 Pájení přetavením 
Na kontaktní plochy substrátu je nejdříve pomocí dávkovače umístěna pájecí pasta. Ta 
je složena z slitiny pájky ve formě prášku a tavidlového nosiče. U pájecí pasty jsou důležité 
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parametry především viskozita, lepivost, smáčivost, roztékavost a sedavost. Taktéž se u 
pájecích past provádí solder balling test, který určí velikost a počet kuliček pájky po 
přetavení. Pokud by vzniklo velké množství malých kuliček, nebo více velkých kuliček, pasta 
nebude schopná při přetavení vytvořit dostačující spoj mezi součástkou a substrátem. 
Po nanesení pájecí pasty je na místo vložena součástka, která je pomocí pájecí pasty 
uchycena. Po osazení všech součástek je deska vložena do přetavovací pece, kde dojde k 
odpaření tekuté části tavidlového nosiče, roztavení pájky a vytvoření pevného pájeného spoje. 
Během procesu přetavení jsou součástky vlivem povrchového napětí roztavené pájky také 
vycentrovány na kontakty a díky postupnému ohřevu nedochází k teplotním rázům, které by 
mohly součástky poškodit. 
Mezi hlavní výhody pájení přetavením patří úspora pájecího materiálu, který je nanášen 
pouze v požadovaném množství na místa kontaktů a je zajištěno jeho přesné složení a poměr 
vůči tavidlu. Dále lze dosáhnout vyšší hustoty montáže, než při jiných postupech a metoda 
také umožňuje oboustrannou montáž SMD součástek. [3] 
2.3.2 Pájení vlnou 
Tato metoda se používá především u anorganických substrátů při použití běžných 
vývodových součástek. Součástky jsou vloženy na příslušná místa na substrátu, kde se běžné 
vývodové součástky zaháknou pomocí ohnutých vývodů a SMD součástky se zafixují pomocí 
lepidla. 
Poté je deska vložena na posuvný dopravník, který ji přivede až k vlně. Vlna je v 
podstatě správně tvarovaný přepad roztavené pájky z jedné nádoby do druhé udělaný tak, aby 
bylo možné do proudu pájky ponořit substrát se součástkami. Běžné vývodové součástky 
musejí být na vrchní straně substrátu takže pájka je vlivem působení kapilárních sil nasáta do 
pokovených otvorů SMD součástky musí být na spodní straně, kde je proud roztavené pájky 
obteče a na kontaktních plochách se část pájky zachytí. 
Mezi hlavní výhody postupu patří vyšší produktivita, vyšší spolehlivost a nízká cena. 
Při návrhu obvodu se však musí s tímto postupem počítat, protože příliš velká hustota 
součástek může způsobit nedostatečné množství pájky na kontaktech a příliš blízké kontakty 
mohou způsobit zkrat. Zároveň dostávají SMD součástky při kontaktu s pájkou silný tepelný 
šok a může dojít k jejich poškození. [3] 
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3 Teorie webových aplikací 
Vznik internetu se váže na překotný vývoj technologie během studené války. První 
projekt, který se dá chápat jako předchůdce internetu, stvořila ARPA (americká agentura pro 
výzkum pokročilých projektů). V počátku šlo tedy o vědecko-armádní projekt, který ještě v 
roce 1984 obsahuje pouhou tisícovku počítačů. Teprve roku 1990 se objevil první webový 
prohlížeč, který zahájil éru webových stránek, které do té doby prakticky neexistovaly a 
internet byl využíván převážně pro přenos pošty, datových souborů a vzdálené ovládání 
počítačů.  
Systém WWW (World Wide Web - celosvětová síť) je tedy pouze podmnožina funkcí 
celého internetu a skládá se z velkého množství navzájem propojených stránek. První webové 
stránky byly obyčejné statické stránky obsahující jen text, nadpisy a odkazy, a k jejich tvorbě 
bylo potřeba znát syntaxi HTML jazyka, který k tvorbě stránek slouží. Postupným vývojem se 
zvětšovalo množství objektů, které lze umístit na stránky a díky jejich vzájemné kombinaci 
dnes máme velké webové systémy, které svojí složitostí předčí většinu běžných počítačových 
aplikací. [4] 
Předchůdcem webových aplikací jsou ale také běžné počítačové aplikace typu klient-
server. Ty využívají pevně daného uživatelského rozhraní ve formě programu, který musí být 
nainstalovaný u každého uživatele, který chce takovou aplikaci používat a musí tedy být 
kompatibilní (nebo mít více verzí) pro různé zařízení či softwarové platformy. Takovéto 
uspořádání je velmi náročné na údržbu, protože většina změn na serveru znamená nutnost 
úpravy i u klientské aplikace a tím pádem přeinstalování programu u všech klientů. 
Sloučením obou vývojových stromů vznikají webové aplikace. Využívají výhody 
univerzálního webového rozhraní, které jim přináší nezávislost na koncovém zařízení a 
softwarové platformě a umožňují jednoduchou aktualizaci klientské části, která se při 
používání průběžně přeposílá ze serveru ke klientům. 
Z technického pohledu pak mají webové aplikace 3 vrstvy: 
 Datová vrstva (databázový server) , ve které jsou uloženy data, se kterými aplikace 
pracuje 
 Logická vrstva (nástroj pro dynamické generování stránek) , která na serveru data 
podle pokynů uživatele zpracuje a v určitém formátu je odešle uživateli 
 Prezenční vrstva (webový prohlížeč) , který přijatá data zobrazí a umožní uživateli 
odeslat nové požadavky. 
Zcela zřejmou nevýhodou webových aplikací je potřeba internetového připojení. To je 
však v dnešní době velmi lehce dostupné a tak se webové aplikace rozšiřují i na pozice, které 
byly dříve vyhraněné pro běžné programy (například nápověda pro software). 
3.1 Serverové vrstva webových aplikací 
Na straně serveru tedy dochází k vlastní práci jádra aplikace, zpracování dat od 
uživatele, přístupům do databáze, výpočtům a generování obsahu, který se poté odesílá zpět 
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uživateli. Až na výjimky u silně vytížených projektů je serverové rozhraní programováno 
pomocí některého z interpretovaných skriptovacích jazyků. Program tedy není nijak 
kompilovaný (přeložený do strojového kódu) a server pracuje přímo se zdrojovým kódem. 
Mezi nejrozšířenější skriptovací jazyky patří PHP, Python a Perl.  
Skriptovací jazyk sám pro funkci aplikace nestačí, protože je potřeba ukládat data. K 
tomuto účelu se používají převážně databáze, protože většina webových aplikací je zaměřena 
pro obsluhování velkého množství uživatelů a zpracování velkého množství dat, takže 
ukládání dat do samostatných souborů by bylo nemožné. Nejrozšířenější jazyk pro ovládání 
databáze je SQL (Structured Query Language - strukturovaný dotazovací jazyk). V tomto 
jazyku lze ovládat několik různých databázových systémů, například MySQL, PostgreSQL, 
Microsoft SQL Server 
Pro jádro učebnice byl vybrán výše zmíněný jazyk PHP a databázový systém MySQL, 
které jsou téměř standardem u většiny poskytovatelů hostingu a učebnici tak bude možné 
provozovat bez technických omezení prakticky kdekoliv. 
3.1.1 PHP 
Zkratka PHP zastupuje PHP Hypertext Preprocessor, což naznačuje že je jazyk (na 
rozdíl od většiny ostatních) vyvinut speciálně pro tvorbu webových stránek. Původně byl 
název PHP zkratkou Personal Home Page, tedy osobní domácí stránky a jazyk vznikl v roce 
1994 jako jednoduché rozhraní pro podporu generování statické HTML stránky pomocí 
skriptů v jazyce PERL.  V podstatě šlo jen o jednoduchý šablonový systém, který umožňoval 
pomocí určitých příkazů doplnit do předpřipravené stránky určitý dynamicky generovaný 
obsah (například počitadlo návštěv).  
Později byl jazyk kompletně přepracován a v novějších verzích je syntaxe odvozená od 
jazyků PERL a C ze kterých se snaží přebrat jejich přednosti - jednoduchý zápis a přitom 
široké možnosti včetně používání objektů. 
V současné době jde o nejrozšířenější jazyk, který lze provozovat prakticky na 
libovolné platformě. Už v základu má integrované obrovské množství funkcí, které lze dále 
pomocí modulů rozšířit (například na vykreslování obrázků, automatické přesměrování atd.) 
[5] 
Pro příklad uvádím jednoduchý skript, který pozdraví a vypíše čísla a určí, která jsou 
sudá a lichá: 
1: <?php 
2: echo("Ahoj světe!\n<br>"); 
3: for($i = 0 ; $i <= 10 ; $i++) { 
4:  echo("číslo ".$i." "); 
5:  if ($i%2) echo("je liché"); 
6:  else echo("je sudé"); 





Začátek a konec PHP skriptu označuje řádek 1 a 9. Cokoliv mimo tyto značky PHP 
systém nezpracuje a předpokládá že jde o pevně daný text který bude nezměněn odeslán v 
rámci HTML stránky.  
Na řádku 2, 4 a 7 je vidět základní příkaz pro výpis výstupu ze skriptu.  Jediným jeho 
parametrem je vždy jedna proměnná, která může být zadána i přímo jako text v závorkách, 
nebo jako odkaz na proměnnou pomocí syntaxe $abc , kde abc označuje jméno proměnné. 
Více proměnných lze spojovat ve výpisu jednoduše pomocí symbolu tečky a není dokonce ani 
nutné číselné proměnné převádět na znaky - PHP to tak chápe přímo.  
Na řádku 3 a 8 je jeden ze základních cyklů. Má tři parametry - počáteční naplnění 
proměnné, podmínku do jejíhož splnění se cyklus provádí a krok, který se provede po každém 
proběhnutí cyklu. Za příkaz se ve složených závorkách vloží obsah cyklu, který se má 
opakovat.  
Příklad jednoduché podmínky je na řádku 5 a 6. Pokud je splněna podmínka v závorce 
příkazu if, dojde k vykonání jednoho příkazu za podmínkou, případně k vykonání sady 
příkazů, uzavřených složenými závorkami. Dále se PHP systém posune k následujícímu 
příkazu else který je vykonán pouze pokud předchozí podmínka splněna není. Pokud by 
příkaz nebyl zapsán, dojde k vykonání příkazu vždy nezávisle na předchozí podmínce. 
Aby byly jednotlivé kroky cyklu vypsány na samostatné řádky, je potřeba také vypsat 
znak pro ukončení řádku \n . To ale nestačí - takový znak vytvoří konec řádku pouze ve 
zdrojovém kódu HTML stránky. Pro zobrazení konce řádku přímo v prohlížeči je nutné přidat 
i tag <br> , který prohlížeč vyhodnotí jako skutečný konec řádku.  
 




Pro efektivní zpracování velkého množství dat je nutné používat databázové systémy. 
Jde v podstatě o strukturované datové úložiště, které si můžeme představit jako tabulku 
charakterizovanou sloupci, které určují typ dat a řádky, které obsahují jednotlivé záznamy 
podle připravené struktury definované ve sloupcích. 
Za vznik databází se dají považovat staré kartotéky. Ty totiž také umožňovaly přehledně 
řadit data podle daného klíče. Všechny operace však prováděl živý člověk a tak byly možnosti 
omezené. Vývoj prvních databázových systémů probíhal až v dvacátém století a teprve v roce 
1970 se objevují první relační databáze, které data chápou jako tabulku. Pro práci s daty v této 
formě databáze bylo potřeba také vytvořit určitý jazyk. Kolem roku 1974 tak vzniká u firmy 
IBM první varianta jazyka SQL (Structured Query Language - strukturovaný dotazovací 
jazyk). Tento jazyk je velmi blízký přirozenému jazyku (angličtině) a pomocí vhodných 
klíčových slov umožňuje všechny nezbytné operace jako výběr, úprava a vkládání nových 
dat. Zadáním správných parametrů poté můžeme dotaz specifikovat jen na určité řádky, 
provádět mezi nimi přímo matematické úkony a jinak je zpracovávat. 
Jednoduchý výpis dat lze provést například podobným dotazem: 
1: SELECT * FROM knihy WHERE autor = 'Čapek' ORDER BY 
rok_vydani ASC; 
slovem SELECT je určeno, že chceme načíst data. Poté následuje seznam sloupců, které 
se budou načítat, v tomto případě označené jako hvězdička - budou tedy načteny všechny 
sloupce. V této části se také provádí základní operace s daty - například pokud chceme zjistit 
průměrný počet stran z knih, mohl by příkaz znít jako AVG(pocet_stran).  
Pomocí parametru FROM dáme pokyn k výběru dat z tabulky knihy. Nemusíme vždy 
vybírat jen z existující tabulky, ale můžeme pomocí pod-dotazu vybírat z výsledku jiného 
dotazu, nebo dokonce z kombinace více tabulek a dotazů. Ty lze opět pomocí určitých 
pravidel spojovat a lehce tak kombinovat menší samostatné tabulky do větších celků, které by 
nebylo možné udržovat vcelku. 
parametrem WHERE určujeme podmínku, podle které databázový systém vybere řádky, 
na které se bude dotaz vztahovat. V tomto případě tedy budou vybrány jen řádky u nichž je ve 
sloupci autor uvedeno jméno čapek.  
Posledním parametrem příkladu je ORDER BY, který určuje jakým způsobem se budou 
výsledky řadit. Řazení se provádí podle obsahu zadaných sloupců, výsledků operací se 
sloupci, nebo jejich kombinacemi. Tentokrát bude výpis řazen vzestupně podle obsahu 
sloupce rok_vydani . 
Složitější dotazy nemusí jen vybírat a vkládat data, ale obě funkce kombinovat - 
například vložit data, která byla předtím v jiném pod-dotazu vybrána. Pomocí vhodné 
kombinace dotazů je možné dosáhnout prakticky libovolného výsledku a velmi efektivně tak 
pracovat s daty, která by běžný člověk nedokázal za žádných okolností zpracovat sám. 
16 
 
3.2 Klientské rozhraní webových aplikací 
Poté co dojde ke zpracování dat na serveru, jsou data odeslána obvykle ve formě 
webové stránky do klientské aplikace (webového prohlížeče). Úkolem prohlížeče pak je 
zobrazit webovou stránku podle zdrojového kódu. Jde tedy především o formátování objektů 
(text, odstavce, nadpisy, obrázky) podle zadaných pravidel ve zdrojovém kódu. V poslední 
době se také z důvodu rychlosti a vyšší interaktivity webových aplikací začíná rozmáhat 
javascript, který umožní stránce vykonávat jednoduché algoritmy a rozšíří tak statickou 
stránku o různé dynamické prvky (pohyb menu, třídění objektů, načítání objektů na pozadí 
atd.) 
Na rozdíl od serverové části existuje u webového prohlížeče prakticky jediný standardní 
jazyk pro formátování textu - HTML (HyperText Markup Language - hypertextový 
značkovací jazyk). Ten lze dále vylepšit pomocí CSS (Cascading Style Sheets - kaskádové 
styly) umožňující měnit styl jednotlivých objektů definovaných v HTML. Oba jazyky jsou v 
učebnici naplno využíty, protože jejich podpora je dnes běžná ve všech prohlížečích. 
3.2.1 HTML 
Vývoj jazyka HTML byl zcela závislý na vývoji webových prohlížečů. První verze se 
tedy objevila až v roce 1991 po příchodu prvního webového prohlížeče. V té době šlo více-
méně o experiment, vůbec nebyl podporovaný grafický režim a syntaxe byla velmi volná. 
Teprve v roce 1995 byla vydána druhá verze jazyka, která již obsahuje dnešní syntaxi 
založenou na SGML (Standard Generalized Margup Language - univerzální značkovací 
jazyk), kde byly přidány interaktivní formulářové prvky a podpora grafického rozhraní. Jazyk 
se dále rozvíjel a na jeho standardizaci bylo vytvořeno seskupení W3C (World Wide Web 
Consortium), jehož členové spolu s veřejností na vývoji pracují.   
V roce 1997 byla vydána čtvrtá verze a uživatelé již mohli využívat i tabulky, rámce a 
upravovat jednotlivé objekty pomocí vkládaných textů. V tomto stádiu známe webové stránky 
až doteď. Další vývoj již nepřidává ani tak nové funkce, jako spíš standardizuje zápis, 
vylepšuje kompatibilitu a jednoznačnost zdrojového kódu a zlepšuje jeho snadnou 
rozšiřitelnost. 
Právě rozšiřitelnost vedla k vydání jazyka XHTML (eXtensible HyperText Markup 
Language - rozšiřitelný hypertextový značkovací jazyk) , který podstatně usnadňuje práci 
tvůrcům webu a umožňuje používat širší množství značek. Z pohledu čtenáře webu se však již 
téměř nic nemění. 
Od roku 2007 probíhá další vývoj jazyka HTML (a souběžně nové specifikace 
XHTML), v pořadí již páté verze, která se vzhledem k požadavkům moderního světa 
soustředí především na multimédia a interaktivitu. Jazyk by měl tedy nabízet především 
možnost přímého vkládání multimediálních souborů a formulářové interakce (například 
vymezení povolených hodnot). Tato verze je v dnešní době stále ve vývoji a ne všechny 
prohlížeče ji plně podporují. [6] 
Z tohoto důvodu byla pro psaní učebnice využita verze XHTML 1.0 Transitional, která 
umožňuje všechny potřebné moderní postupy, je široce podporována ve všech dnešních 
prohlížečích a přitom je zpětně kompatibilní i se staršími prohlížeči. 
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Příklad zkráceného zápisu velmi jednoduché stránky je zde: 
1: <HTML> 
2:  <head> 
3:   <title>titulek stránky</title> 
4:  </head> 
5:  <body> 
6:   <h1>nadpis</h1> 
7:   <p>odstavec</p> 
8:   <img src="obrazek.jpg"> 
9:  </body> 
10: </HTML> 
Jak je vidět, základ jazyka jsou opravu značky neboli tagy. Ty musí být vždy uzavřené v 
úhlových závorkách. Značky se dělí mezi párové a nepárové. Párové značky mají vždy určitý 
začátek, obsahující jméno značky a parametry, a konec, obsahující lomítko a jméno značky. 
Párové značky převážně ovlivňují obsah, který je mezi těmito značkami uzavřen. Ten se pak 
chová jako samostatný objekt se kterým můžeme pomocí stylů a parametrů dále manipulovat. 
Příklad běžných párových značek je vidět na řádku 6 (značka nadpis první úrovně) a 7 
(značka odstavec). 
Nepárové značky oproti tomu vkládají do stránky samy nějaký objekt (například 
obrázek, konec řádku atd) Příklad nepárové značky je na řádku 8 (obrázek). 
 
Obr. 2 - Výsledek příkladu zobrazený v prohlížeči 
Tělo stránky obsahuje vlastní text a objekty musí být vždy uzavřeno párovou značkou 
body. Hlavička stránky obsahuje dodatečné informace o prohlížeč, definice titulku, skriptů, 
stylů a jiných parametrů. Hlavička musí být vždy uzavřena párovou značkou head. Celý 
zdrojový kód nakonec obklopuje párová značka HTML, v jejímž parametru obvykle bývá 




Ne vždy postačují předdefinované objekty z HTML a jejich jednoduché parametry, aby 
výsledná stránka vypadala tak jak má. Proto se na webových stránkách používá pro přesnější 
ovlivnění parametrů jazyk CSS, jehož základ paradoxně vznikl dříve než samo HTML. Již 
původní návrh z roku 1980 předpokládal potřebu úprav parametrů jednotlivých objektů z 
jazyka SGML a proto byly navrženy styly, které měly nezávisle na variantě SGML jazyka 
upravovat předem definované parametry objektů. 
S vývojem HTML bylo nutné specifikaci upřesnit a tak roku 1994 došlo k výběru 
jazyka CSS z devíti návrhů, které byly W3C společenství zaslány. Postupným vývojem došlo 
k vydání první verze - CSS1 v roce 1996, které bylo velmi rychle následováno druhou verzí 
CSS2 roku 1998. V té době zároveň začaly práce na další specifikaci a v pořadí již třetí verzi, 
která byla kvůli rozsahu rozdělena do několika modulů, z nichž část byla v roce 2011 vydána 
jako konečná. [7] 
Syntaxe jazyka je velmi jednoduchá. Je založen na sadě pravidel. Každé pravidlo se 
skládá jednoho nebo více selektorů a sady parametrů. Selektory určují jaká skupina prvků, 
konkrétní prvek nebo dokonce prvek s určitou vlastností má být ovlivněn. Pomocí sady 
parametrů potom ovlivníme jednotlivé vlastnosti prvku, jako například odsazení, zarovnání, 
barva, velikost, ohraničení a podobně. 
1: body { 
2:  background-color: black; 
3:  text-align: right; 
4: } 
5: .odstavec:hover { 
6:  border: red 2px dashed; 
7:  color: white; 
8: } 
Na příkladu jsou uvedeny dvě pravidla. První pravidlo začíná selektorem na řádku 1. 
Ten označuje, že bude ovlivněno celé tělo stránky. Na řádcích 2-3 je pak definované, že 
pozadí bude černé a text bude zarovnán doprava.  
Druhé pravidlo začíná selektorem na řádku 5, který označuje, že bude ovlivněn 
libovolný prvek třídy "odstavec" (třída se definuje jako parametr HTML objektu). Doplňkový 
pseudo-selektor ":hover" poté přidává podmínku, že půjde pouze o ty objekty, nad kterými 
bude umístěn kurzor myši. Pokud tedy kurzor umístíme nad prvek třídy odstavec, provede se 
úprava stylu prvku a objeví se červený okraj, 2 obrazové body tlustý, vedený čárkovanou 
čarou a vnitřní text bude mít bílou barvu. 
 
Obr. 3 - Výsledek formátování pomocí příkladu css 
Pravidla lze libovolně kombinovat i překrývat. Vždy se provádí postupně, takže je 
možné níže položeným pravidlem upravit některý z parametrů, které byly definovány v 
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některém z výše položených pravidel.  Kombinací selektorů lze navíc dosáhnout, že bude 
upraven pouze objekt, který má určitý vztah k vybranému objektu. Například při najetí myší 
na odkaz v menu můžeme zviditelnit popisek v bloku v zcela jiné části stránky. Podobným 
způsobem lze také vytvářet jednodušší vyskakovací menu, která jsou na webových stránkách 
často k vidění. 
3.2.3 JavaScript 
V klientském rozhraní je pomocí HTML+CSS zajištěna jen velmi jednoduchá 
interaktivita, s pomocí níž je možné provádět jen velmi jednoduché algoritmy, které se navíc 
projeví jen ve změně určitých parametrů. Pro lepší interakci je potřeba, aby byl na straně 
klienta vykonáván program, nejlépe pomocí skriptovacího jazyka, který díky distribuci ve 
formě zdrojového kódu není nutné vyvíjet ve více verzích protože o kompatibilitu se postarají 
prohlížeče v rámci integrovaného běhového prostředí. Jedním z takových jazyků je 
JavaScript. 
První verze, ještě pod označením Mocha, později LiveScript byla vyvíjena v rámci 
prohlížeče Netscape Navigator a uvedena byla v roce 1995. Téhož roku došlo ke 
přejmenování na JavaScript. To bylo zapříčiněno především podobností syntaxe s jazykem 
Java. V dnešní době jde především o objektově orientovaný strukturovaný jazyk, jehož 
syntaxe je velmi podobná jazyku Java/C. [8] 
Ve webových stránkách je nejběžnější implementace ve formě funkcí, které se pomocí 
speciálního parametru v jednotlivých HTML objektech volají. Program psaný v JavaScriptu 
pak může provádět i složitější algoritmy, včetně vykreslování trojrozměrného prostředí v 
určeném místě webové stránky. Nejčastější využití je pro zvýšení interaktivity a uživatelské 
přívětivosti webové aplikace, například pomocí plynulých animací,   kontrolou dat před 
odesláním, nebo třeba načítáním dat do jednotlivých částí stránky. Není pak nutné načítat 
znovu celou stránku a práce je rychlejší, pohodlnější a mnohem více se blíží běžným 
aplikacím na počítači. 
1: function ukaz() { 
2:  for(var pozice = 1; pozice <= 10; pozice++) { 
3:   alert ("Ahoj světe! "+pozice); 
4:  } 
5: } 
Na přikladu je uvedena jednoduchá funkce "ukaz" , kterou je nutné pomocí parametru v 
HTML kódu spustit. Ke spuštění může dojít třeba kliknutím na některý objekt, ukázáním 




Obr. 4 - Výsledek příkladu javascriptu zobrazený v prohlížeči 
Na řádku 2 je jednoduchý cyklus FOR, ve kterém je zpočátku definována proměnná, 
uvedena podmínka pro opakování a popsán příkaz, který má být proveden jako krokování 
cyklu. 
Na řádku 3 je pak příkaz pro zobrazení jednoduchého výstupního okénka, které 
uživateli vypíše textový řetězec a číslo průběhu cyklu. 
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4 Tvorba multimédií 
Multimédia jsou charakteristická především využitím audiovizuálního obsahu. Obvykle 
tak kombinují text, zvuk, obrázky a video ve společném interaktivním prostředí tak, aby byly 
uživateli podány informace jednoduchou a názornou formou. 
4.1 Zpracování obrázků 
Počítačová grafika má dvě hlavní odvětví: rastrovou grafiku, ve které je obraz tvořený 
jako pole bodů, kde je každý z bodů charakterizován určitou barvou, a vektorovou grafiku, 
kde je obraz matematicky popsán jako souhrn objektů (elipsy, křivky, obdélníky atd.) kterým 
je přidělena určitá barva nebo barevný přechod. 
Na distribuci obrázků je v praxi používána především rastrová grafika, protože její 
zpracování a zobrazení je jednodušší a na všech systémech se zobrazí prakticky stejně. 
Nevýhodou může být velikost, která bez patřičné komprimace dosahuje i u malého obrázku 
řádu megabytů. Z toho důvodu jsou používány různé kompresní formáty (převážně ztrátové), 
které velikost značně snižují při co nejmenším poškození obsahu. 
Mezi nejznámější programy na zpracování rastrových obrázků patří Adobe Photoshop, 
Corel Painter, a Gimp. Všechny 3 programy nabízí profesionální prostředí, velké množství 
nástrojů na tvorbu a úpravy obrázků. Z těchto programů je jedině Gimp distribuovaný pod 
GPL licencí, takže je možné jej bezplatně používat. Dalších programů pro zpracování 
rastrových obrázků je celá řada, ale většina z nich se soustředí pouze na jednoúčelové úpravy 
(zpracování digitálních fotografií, tvorba loga, přidání rámečků či podpisů atd), případně jsou 
příliš jednoduché, než aby šly použít ke komplexnímu zpracování obrázku. 
 
Obr. 5 - Ukázka práce v programu Gimp 
4.2 Zpracování videa a animací 
V informačních technologiích je u videa možné použít taktéž vektorovou grafiku i 
rastrovou grafiku. Opět je nejpoužívanější rastrové zpracování, protože umožňuje zobrazit 
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libovolný obsah stejným způsobem. Vektorové zpracování se používá spíše na jednoduché 
animace, mnohdy interaktivní, u kterých se vyskytují převážně základní tvary, které jsou 
rozpohybovány. 
Pro vytvoření jednoduchých animací je možné použít i běžné obrázkové editory - 
například program Gimp. V těch lze obvykle vytvořit několik snímků, které jsou poté 
přehrávány za sebou ve formě animace. 
Ke zpracování složitějších videí jsou pak vhodné spíše video-editační programy. Těch je 
celá řada, od jednoduchých programů pro bezplatné použití (např. Windows Movie Maker, 
LightWorks, VirtualDub), přes běžné placené programy pro domácí použití (Sony Vegas, 
Pinacle Studio) až po zcela profesionální systémy (Adobe Premiere, Adobe After Effects, 
Autodesk Flame). 
Základem většiny těchto programů je časová osa, na kterou jsou postupně vkládány 
jednotlivé záběry. U těchto záběrů pak lze měnit různé parametry (časový ořez, velikost, 
pozice) nebo aplikovat efekty (barevné korekce, vkládání počítačově generovaných objektů 
do záběru atd). Takto zpracované video je poté programem vyrenderováno (vykresleno) do 
mezipaměti a pomocí vhodného kodeku zkomprimováno a uloženo na disk. 
 
Obr. 6 - Ukázka práce v programu Adobe After Effects 
23 
 
5 Popis jádra učebnice 
Webová aplikace se skládá ze dvou samostatných celků - administrační části a 
zobrazovací části, jejichž vliv se propojuje v databázi. V administrační části vyučující 
zadávají do aplikace data. V zobrazovací části jsou tato data seskupena a zobrazena. Čtenář 
tedy nemá žádnou možnost ovlivnit data. Z tohoto pohledu je zabezpečování podstatně 
zjednodušené a celé spočívá v podstatě jen na důvěře v administrátory/vyučující, kteří mohou 
k datům přistupovat a měnit je. 
Učebnice je plně samostatná aplikace, pro jejíž spuštění stačí nakopírovat zdrojové 
soubory do vhodného adresáře na serveru, který podporuje PHP, MySQL a má povolené 
používání htcaccess souboru. Po nakopírování souborů je potřeba provést prvotní nastavení v 
souboru "konfigurace.php" . Ten obsahuje všechny základní parametry, které může být 
potřebné z uživatelského hlediska měnit: 
 kurz - nastavuje pracovní název kurzu, kterému se bude daná kopie učebnice věnovat. 
Tento údaje je pouze pro vnitřní potřebu aplikace a není viditelný pro uživatele. 
 MySQL - adresa, jméno databáze, přihlašovací jméno a heslo k databázi. Uživatelské 
oprávnění musí umožňovat alespoň příkaz Select. 
 Domovský adresář - udává adresář, ve kterém je aplikace nainstalována z pohledu 
webového prohlížeče. Pokud se má tedy učebnice zobrazovat na adrese 
http://www.server.cz/ucebnice/ , je potřeba zadat "/ucebnice/". Podle tohoto parametru 
jsou dále generovány odkazy mezi články. 
 chyba_HTML - adresa chybového článku, pro zobrazení při zadání chybné adresy 
článku. 
 chyba_obrazek - adresa chybového obrázku, pro zobrazení při zadání chybné adresy 
obrázku. 
 šablona - adresy pro HTML šablonu a CSS styl vkládaný do šablony. V šabloně je 
definován celý vzhled učebnice, kerý lze pak lehce pomocí těchto souborů měnit. 
 povolení cache - Nastavuje, jestli má být při načítání využito zrychlené načítání 
článků. Povolení snižuje nároky na výkon serveru ale při změně vzhledu může 
zabránit aktualizaci a tím i zobrazení nového vzhledu v některých článcích. 
Obdobně je nutné zadat domovský adresář i přímo v souboru ".htaccess" . Tato úprava 
je nutná pro správné přesměrování požadavků na jádro aplikace. 
Dále je potřeba provést prvotní nastavení také v souboru "konfigurace_admin.php" , kde 
je potřeba zadat údaje pro administrační přístup do databáze. Uživatelské oprávnění takového 
účtu musí umožňovat použití příkazů Select, Insert, Update a Delete. 
Poslední krok při instalaci učebnice je vytvoření tabulek v databázi. Připravený SQL 
příkaz pro vytvoření je uložen v souboru "struktura.sql". Ten je nutné importovat do MySQL 
databáze pomocí některého z klientů. (například phpMyAdmin) 
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5.1 Struktura databáze 
Hlavní částí databáze je tabulka "ucebnice_clanky" , ve které jsou uložena data 
jednotlivých článků. Tabulka je navržena tak, aby mohla pojmout články z více kurzů naráz, a 
nebylo nutné pro každý kurz vytvářet samostatnou databázi.  Při návrhu tabulky bylo nutné 
vzít v potaz dva protichůdné postoje - zdali má být tabulka minimalistická a obsahovat pouze 
základní informace, které se poté při zobrazování spojí pomocí rekurzivní funkce do stromové 
struktury článků, nebo jestli má obsahovat všechny potřebné informace včetně stromové 
struktury a kompletních adres. Zvolena byla druhá možnost, která v případě naplnění větším 
množstvím dat umožní lepší využití výkonu a rychlejší zpracování dat. Může sice způsobit 
částečnou nekonzistenci dat z důvodu neodborného ručního zásahu přímo do databáze, ale to 
je automaticky opraveno během aktualizace dat v administračním rozhraní.  
Pro kompletní uložení informací tabulka využívá tyto sloupce: 
 id článku - Udává identifikační číslo článku, které je unikátní v rámci celé databáze. 
Využité je především při překladu adresy, identifikaci článku v rámci načítání dat a 
tvorby seznamů a pro odkazování v rámci stromové struktury. Generování ID článku 
je automatické a není možné jej mimo přímé úpravy v databázi nijak ovlivnit. 
 kurz článku - Udává kurz, do kterého je článek zařazen. Generuje se automaticky při 
vytváření článku podle nastavení v konfiguračním souboru. 
 název článku - Udává název článku, který je využit pro zobrazování v nadpisech a 
odkazech k článku. Zadává jej vyučující při tvorbě článku. 
 cesta - Udává zjednodušený název článku, který je použit jako jeho označení v rámci 
url adresy. Měl by obsahovat pouze malá písmena bez diakritiky, čísla, podtržítko a 
pomlčku. Jiné znaky jsou administračním systémem automaticky odstraněny nebo 
převedeny. Musí být unikátní v rámci skupiny článků ve stejné kapitole a nesmí být 
totožný jako systémové názvy (data, sys, cache). Generuje se automaticky při úpravě 
názvu článku, ale je možné jej uživatelsky dále upravit. 
 obsah - Zde je uložen samotný text článku. 
 rodič - Hlavní parametr, podle kterého je uložena stromová struktura. Označuje ID 
nadřazeného článku. Pokud je parametr rovný nule, jde o článek nejvyššího řádu. 
Generuje se podle zadání vyučujícího výběrem z menu. 
 pořadí - Určuje pořadí článku v rámci skupiny článků ve stejné kapitole. Je 
generováno automaticky dle zadání vyučujícího výběrem z menu. 
 číslo - Jde o pomocné pole, ve kterém je předpřipraveno kompletní označení čísla 
kapitoly článku založené na stromové struktuře. Generuje se automaticky při úpravě v 
databázi. Využívá seznamu pořadí článků. 
 adresa - Jde o pomocné pole, ve kterém je kompletní url adresa článku založená na 
stromové struktuře. Zjednodušuje přípravu odkazů při zobrazování a generuje se 
automaticky při úpravě v databázi. Využívá seznamu cest článků. 
Pro ukládání informací o obrázcích je použita tabulka "ucebnice_obrazky". Obrázky lze 
samozřejmě do učebnice vkládat přímo jako HTML tagy, ale takový postup je neefektivní. V 
případě automatického vložení pomocí odkazu přes tabulku aplikace sama vygeneruje 
popisek i číslo obrázku a umístí jej vhodně na stránku. 
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V této tabulce jsou ukládány následující sloupce: 
 id obrázku - jedinečné číslo obrázku. Slouží k identifikaci v rámci aplikace. Je 
generováno automaticky při nahrávání obrázku do aplikace. 
 kurz obrázku - udává ve kterém kurzu je obrázek použit. Slouží pro usnadnění výběru 
v rámci galerie v administračním rozhraní. Je zadáván automaticky při nahrávání 
obrázku v rámci aplikace podle konfiguračního souboru. 
 popis obrázku - obsahuje textový popis obrázku, který bude zobrazen pod obrázkem v 
článku. Zadává jej uživatel při nahrávání obrázku. 
 soubor - definuje jméno obrázku. Podle tohoto jména systém načítá obrázky ze 
serveru. Je vytvořeno automaticky složením původního jména obrázku a 
identifikačního čísla obrázku. 
Další objekty, jako tabulky a videa nejsou ukládány přes samostatnou tabulku v 
databázi ale musejí být vkládány do textu přímo pomocí odpovídajících příkazů. 
5.2 Zobrazovací část aplikace 
Při návrhu uživatelského rozhraní byl brán v potaz především moderní styl vývoje a 
uživatelská přívětivost. Základem systému je překlad takzvaných "hezkých url" a jejich 
přesměrování na jádro aplikace v souboru "index.php". Na takovéto přesměrování bývá 
obvykle použit modul "mod_rewrite" v PHP, který je k tomu určený. Tento modul však 
nemusí být vždy k dispozici a právě například na školním hostingu k dispozici není.  
Musel být tedy zvolen méně obvyklý postup. Předpokladem bylo, že soubory 
odpovídající názvům článků ve skutečnosti na serveru vůbec existovat nebudou a server bude 
při požadavku o načtení takového souboru vracet chybu číslo 404 - nenalezeno. V takovém 
případě lze pomocí souboru ".htaccess" přinutit server, aby místo výchozí chybové stránky 
zobrazil námi definovanou chybovou stránku. Tato stránka poté může pomocí proměnné 
"$_server" zjistit, jaká adresa byla původně požadována a podle té zobrazit odpovídající 
obsah.  Uživatel se o tomto postupu vůbec nedozví a stránka se celou dobu tváří, jako by byla 
přímo na požadované adrese.  
Stejný postup platí i u obrázků, které mohou být díky tomuto mechanismu umístěny v 
jedné společné složce, zatímco uživatel je vidí, jako by byly uloženy ve složce se zobrazeným 
článkem. 
Po přesměrování do jádra aplikace je tedy zpracována původní adresa. K tomu slouží 
funkce "cesta_kontrola()" , která rekurzivně projde všechny úrovně cesty a podle shody s 
existujícími jmény článků vyhledá odpovídající data ohledně článků a uloží je do proměnné 
"$cesta".  
Pokud kontrola adresy vrátí přímo identifikační číslo některého článku, považuje se to 
za úspěšné nalezení článku a ten je načten, zpracován a zobrazen. Pokud však identifikační 
číslo není nalezeno, dochází k dalšímu testování cesty. Buďto tedy adresa neobsahuje žádný 
text, takže je zobrazena úvodní stránka, nebo obsahuje odkaz na obrázek, takže je zobrazen 




Pokud je obsah url adresy identifikován jako existující článek, má systém v dočasné 
proměnné "$idclanku" uloženo jedinečné identifikační číslo článku. Nejprve je zkontrolován 
obsah cache, tedy mezipaměti, do které jsou ukládány celé vygenerované stránky. Pokud je 
takový článek v mezipaměti nalezen a jeho datum vygenerování je novější, než poslední 
úprava v databázi, je považován za aktuální a systém jej přímo ze souboru v mezipaměti načte 
a zobrazí. Tímto postupem je šetřen výkon serveru a zrychleno načítání článků. Při načítání z 
mezipaměti trvá načtení řádově 8 milisekund, zatímco běžné načítání článku a zpracování dat 
může při větším počtu článků nebo větším obsahu článku dosáhnout i několika desítek 
milisekund. Přestože to vypadá jako krátká doba, mohlo by při současném načítání stránky 
více uživateli, případně při elektronickém útoku na server dojít k zahlcení systému. 
Nevýhodou tohoto systému jsou chyby, které vznikají při návrhu designu šablony. 
Pokud je systém zapnutý a administrátor provede úpravu v šabloně, systém tuto změnu 
nedokáže poznat a může zobrazit nesprávná data. Pro případ vývoje šablony je tedy v 
konfiguraci učebnice proměnná "$cache_povolit" , která pomocí obsahu true/false určí, jestli 
má být systém mezipaměti dočasně zablokován.  
 
Obr. 7 - Screenshot samostatné šablony 
Pokud článek v mezipaměti nalezen není, je uložena stará verze, nebo je mezipaměť 
vypnuta, musí být stránka vygenerována. Nejprve jsou informace o článku načteny z MySQL 
databáze do globální proměnné "$clanek". Poté je zavolána funkce "HTML_ukaz()", která se 
postará o načtení šablony a vložení dat voláním funkce "sablona_zpracovat()". Po zpracování 
všech dat je stránka uložena do mezipaměti a zobrazena uživateli. 
Jakmile je šablona načtena, jsou během zpracování vyhledány základní formátovací 
značky a nahrazeny odpovídajícími bloky obsahu, například menu s výběrem článků, horní 
navigační lišta nebo obsah článku. Obsah článku je dále zpracován a jsou do něj doplněny 
odkazy na obrázky a přeformátovány nadpisy a odstavce. Po nahrazení všech značek jsou z 
výsledného HTML kódu odstraněny přebytečné volné řádky a je vrácen zpět funkci 
"HTML_ukaz()", která se postará o zobrazení uživateli. 
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Při zpracování menu je použita rekurivní funkce "menu_uroven()". Tato funkce 
postupně projde celou stromovou strukturu článků pro daný kurz a zaznamená je ve tvaru 
formátovaného seznamu. Při procházení jednotlivých článků je podle proměnné "$cesta" 
tučně formátován aktuální otevřený článek pro usnadnění navigace v rozsáhlejším menu. 
Navigační lišta (nahoře) se generuje podle obsahu proměnné "$cesta" , kterou jádro 
vyplňuje při načítání adresy. Postupně jsou jednotlivé úrovně adresy složeny za sebe a 
odděleny předdefinovaným znakem. Lineární navigace (dole) je poté generována z lineárního 
seznamu článků kurzu.  
 
Obr. 8 - Screenshot vyplněné šablony (titulní strana) 
5.3 Administrační část aplikace 
Pro tvorbu jednotlivých článků bylo vytvořeno jednoduché administrační rozhraní. Toto 
rozhraní umožňuje administrátorům systému vytvářet, upravovat a mazat články. 
Automaticky kontroluje strukturu dat a pravidla pro tvorbu názvů a adres (hlídá a automaticky 
opravuje duplicity a odstraňuje či přepisuje nepovolené znaky) 
Administrační rozhraní obsahuje 3 hlavní části: 
 výběr článků - zde jsou lineárně za sebou vypsány všechny články a podle stromové 
struktury očíslovány. Kliknutím na jméno článku dojde k jeho načtení a možnosti 
úprav dat nebo smazání. Dále obsahuje i odkaz na vytvoření nového článku. 
 pole pro úpravu dat - do polí lze zadat nové údaje nebo upravit stávající. Do 
jednotlivých polí může uživatel zadat tyto data: 
o Název článku - Pole označuje název, který bude viditelný uživatelům ve formě 
odkazů v aplikaci. Do pole lze zadat jakékoliv znaky. Při uložení dat dojde ke 
kontrole unikátnosti jména článku v rámci dané skupiny (tedy více článků pod 
jedním společným rodičem). Pokud jméno není unikátní, je upraveno přidáním 
čísla na konec jména. 
o Cesta článku - Jedná se o název článku upravený podle pravidel pro tvorbu url 
adres a je použit jako část url adresy. Generuje se automaticky při psaní názvu 
článku. Je možné jej kdykoliv následně upravit, ale podléhá značnému 
28 
 
omezení - může obsahovat pouze malé znaky abecedy bez diakritiky, pomlčku, 
podtržítko a číslice. Pokud jsou zadány jiné znaky, dojde k jejich odstranění již 
při psaní textu, nejpozději však při kontrole na serveru. Během kontroly na 
serveru je taktéž kontrolována duplicita cesty v rámci skupiny. 
o Rodič článku - Toto pole dává přímo na výběr z možných rodičovských 
článků, pod které může být zařazeno jako pod-článek. Nemůže tedy dojít k 
výběru sebe sama, nebo některého z vlastních pod-článků. 
o Pořadí článku - V tomto poli se vybírá pořadí článku v dané skupině. Skupina 
je automaticky načtena a zobrazena při každé změně pole s rodičem. Výběr 
probíhá kliknutím na název článku, za který se má upravovaný článek zařadit.  
o Obsah článku - zde uživatel zadává vlastní text článku. obsah není nijak 
editován ani omezen. 
 doplňkové funkce - nabízí tlačítka pro přidávání obrázků, tabulek a nadpisů. 
Hlavní část administračního rozhraní je uložena v souboru "admin.php" v kořenovém 
adresáři aplikace. Při načtení stránky dojde nejdříve k načtení konfiguračních souborů a 
funkcí. Poté je administrátor požádán o přihlášení. To je provedené na úrovni php sessions, 
takže pro úspěšné přihlášení je nezbytné povolit v prohlížeči cookies. Požadované 
přihlašovací údaje odpovídají přihlašovacím údajům do MySQL databáze, které jsou zadány v 
konfiguračním souboru "konfigurace_admin.php".  
Po úspěšném přihlášení dojde k vytvoření spojení s MySQL databází. Pokud není 
možné se připojit k MySQL databázi, načítání stránky je přerušeno a je zobrazena chyba. 
Následně administrační rozhraní zpracuje odeslané požadavky - například vytvoření 
článku, smazání článku nebo úpravu článku. Pokud je to nezbytné, dojde po zpracování k 
přesměrování stránky na novou adresu. Například po vytvoření článku se článek automaticky 
otevře, nebo po smazání článku se automaticky zobrazí nadřazený článek. 
Pokud doje k jakékoliv úpravě, systém vždy přepočítá celou stromovou strukturu, 
upraví pomocná pole v tabulce článků podle aktuálních potřeb a zapíše čas poslední změny do 
souboru "zmena.txt", který je použit jako zdroj informací o poslední provedené změně v 
jednoduchém cachovacím systému. 
Nakonec systém načte data požadovaného článku do proměnných a zobrazí uživatelské 
rozhraní. 
5.3.1 Syntaxe a pravidla pro psaní článků 
Pro psaní článků a vytváření jednotlivých prvků byly definovány krátké značky. Těmito 







Další značky nebyly implementovány, protože by v podstatě nenabízely žádné 
zjednodušení oproti standardním formátovacím značkám v jazyku HTML. Vkládání takových 
značek by tedy akorát zpomalilo zpracování stránek a přispělo k možným chybám při 
neobvyklém použití. 
Nadpisy jsou implementovány v podobě značek {{h1}} a {{/h1}} pro začátek, respektive 
ukončení nadpisu první úrovně. Obdobně lze použít i značky pro odstavec druhé a třetí úrovně 
použitím jiného čísla ve značce. Nadpis by měl být umístěn na samostatném řádku. Pokud 
bude na řádku s textem, nedojde k chybě a vizuálně si čtenář ničeho nevšimne, avšak samotný 
HTML kód již nebude validní a může se v některých výjimečných případech zobrazit jinak 
než má. Značky v tuto chvíli tedy také nepřináší žádnou výhodu oproti jiným, avšak výhoda je 
skryta v budoucí možné úpravě - pokud bude potřeba přetvořit styl jednotlivých nadpisů, je 
možné to udělat hromadně bez nutnosti úprav všech článků pomocí úpravy přepisovací 
funkce. 
Implementace odrážek značně zjednodušuje původní HTML syntaxi odrážek. Odrážky 
jsou v učebnici chápány jako jednotlivé objekty. Pokud jsou řazeny přímo za sebou, 
nevytvářejí mezery jako mezi odstavci. Nepotřebují začátek ani konec seznamu, jako je tomu 
v HTML jazyku. Vůči okolnímu textu se však chovají jako společný odstavec a dodržují 
mezeru v řádkování. Odrážka je v textu zastupována symbolem {{*}} . Odrážky by se měly 
podobně jako nadpisy psát na začátek nového řádku. Pokud je odrážka napsána uprostřed 
textu, zobrazí se správně na novém řádku, aniž by to mělo vliv na validitu HTML kódu. 
Vkládání obrázků je také značně usnadněno, oproti plnému HTML kódu. Obrázky jako 
takové lze přes administrační rozhraní nahrát na server. Při nahrávání je automaticky 
přiděleno identifikační číslo obrázku a vyučující zadá popis obrázku, který se u něj bude 
zobrazovat. Vložení obrázku se provádí značkou {{obrazek;id}} , případně 
{{obrazek;id;zarovnani}} . V obou případech se řetězec "id" nahradí unikátním číslem 
obrázku, který má být vložen. Základní zarovnání je na střed a pokud je nutné zarovnat 
obrázek do leva nebo doprava, je nutné vyplnit řetězec "zarovnani" odpovídajícím termínem: 
"levy" nebo "pravy" . Obrázek je po vložení automaticky orámován, očíslován a je k němu 
přidán popisek. Vkládání obrázků je doporučené taktéž na samostatný řádek. Pokud má být 
obrázek zarovnán na kraj a obtékán textem, bude jej obtékat vždy následující odstavec, 
nikoliv předcházející. 
Odstavce jsou v textu vytvářeny jednoduše pomocí klávesy Enter. Text je vždy 
automaticky zarovnán do bloku (na celou stránku, či jako obtékání obrázku). Pro vložení 
prázdného řádku není nutné podobně jako v HTML používat speciální příkaz. Aplikace 




Obr. 9 - Screenshot ukázka editace článku 
Všechny zmíněné značky lze do textu vložit pohodlně pomocí výběru po pravé straně. 
Pro vložení je třeba označit požadovanou část textu, či konkrétní místo v textu, na které má 
být značka umístěna a jednoduše na požadovanou značku kliknout. Značky jsou zobrazeny ve 
formě náhledů, takže lze poznat, jakým způsobem bude značka vypadat ve výsledku. Výběr 
obrázků je proveden jako jednoduchá galerie, kde také stačí najít požadovaný obrázek a 
kliknutím jej umístit do textu. 
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6 Obsah učebnice 
Pro tvorbu obsahu byly použity převážně zdroje ze seznamu literatury. Cílem práce 
nebyl samostatný výzkum, takže texty v učebnici jsou volně převzaté a přizpůsobené 
potřebám a členění učebnice. Animací a obrázků je založen na vlastní tvorbě, případně na 
materiálech dodaných vedoucím práce. Jednotlivé kapitoly představují základní členění 
technologického postupu výroby mikroelektronického obvodu: 
 Úvod - obsahuje stručné seznámení čtenářů s problematikou, vývojem a 
použitím mikroelektronických obvodů. 
 Výroba substrátu - obsahuje podsekce týkající se výroby organických i 
anorganických substrátů. Popisuje základní elektrické a mechanické vlastnosti 
substrátů, rozdělení podle použití, druhy a materiály použité při výrobě. 
Informace byly čerpány především ze zdrojů [1], [9] a [10]. 
 Vrstvové technologie - popisuje základní rozdělení a obecné postupy používané 
u obou druhů technologie. V podsekcích jsou probrány postupy při nanášení 
jednotlivých vrstev, jejich složení a parametry. Zdroje pro tuto kapitolu byly 
převzaty z [2] a [11] 
 Montáž součástek - informuje čtenáře o postupech týkajících se montáže 
součástek na substráty - osazování, pájení či jiného kontaktování. Informace v 
této kapitole byly čerpány z [1] a [3] 
 Výroba polovodičových čipů - shrnuje velmi stručně základy výroby především 
křemíkových monokrystalických čipů , jejich provedení a možnosti 
kontaktování. Text byl čerpán ze zdroje [2]  
Zdrojové materiály k videím byly pořízeny autorem práce v laboratořích Ústavu 
mikroelektroniky. Zdrojový materiál k videu Naprašování byl pořízen vedoucím práce v 
laboratoři Ústavu fyziky kondenzovaných látek Masarykovy Univerzity. Podkladová hudba 
byla získána ze zdroje [12]. 
Videa byla zpracována pomocí studentské licence kompozičního programu Adobe After 
Effects. Z nahraných materiálů byly nejprve vytříděny vhodné záběry a ty byly seřazeny do 
vhodného postupu. Pro zvýšení dynamiky byly přidány pohybové efekty. Po složení záběrů 
bylo každé video doplněno připraveným logem, závěrečnými titulky a podkladovou hudbou. 
Nakonec byl ke každému videu přidán mluvený komentář. Nahrávání zvukového komentáře 
probíhalo v amatérských podmínkách, ale díky počítačovým úpravám bylo možné většinu 
nedostatků potlačit. Nutné bylo především odstranění šumu v pozadí a potlačení hlasitých 
hlásek P, B atd.  
Jednotlivá videa jsou uložena na přiloženém DVD ve složce "video" vždy ve dvou 




Při zpracování práce byl brán ohled jak na využití moderních technologií pro tvorbu 
webových stránek, tak na univerzálnost a kompatibilitu tvořené učebnice. Díky přehlednému 
členění do bloků je učebnice přístupná i pro nevidomé a návrh zobrazovací části aplikace 
splňuje normu WCAG 2.0. Obsah učebnice vhodným způsobem shrnuje základy 
mikroelektronických technologií a studentům umožňuje pochopení jednotlivých výrobních 
postupů. Názorné ukázky jsou zpracovány jako videa s komentářem. Díky svému návrhu je 
učebnice dostupná odkudkoliv pomocí internetu a pro její ovládání student nepotřebuje žádné 
zvláštní znalosti. 
Učebnice byla realizovaná pomocí skriptovacího jazyka PHP, databázově vrstvy 
MySQL a formátovacích jazyků HTML a CSS. Jádro učebnice přesahuje rámec zadání. 
Nabízí možnost dalšího rozšiřování v jednotném stylu, snadné změny vizuálního stylu i 
použití v jiných kurzech. Přináší tak značnou výhodu pro vyučující, kteří mohou na jejím 
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A. První příloha - přiložené médium (DVD) 
Na přiloženém DVD jsou umístěny výsledky práce, tedy samotné jádro učebnice i data, 
kterými má být učebnice naplněna. Pro spuštění aplikace je potřeba překopírovat soubory ze 
složky "www" na webhosting, podle návodu nakonfigurovat přístupové údaje a vytvořit 
tabulky na databázovém serveru. Tím vznikne samostatná instalace učebnice. Data použitá 
pro prezentaci mikroelektronických technologií jsou umístěna ve složce "data". Pro přenesení 
těchto dat do učebnice je potřeba importovat do databázového serveru soubor "data.sql" a 
poté zbytek složky překopírovat na server. 
Ukázka práce je umístěna na adrese http://www.stud.feec.vutbr.cz/~xcerni03/ 
Přístupové údaje pro administraci ukázky práce jsou: xcerni03 - eapm3reo 
Učebnice je přístupná přímo po zadání adresy, kam je nainstalována. Nezadává se 
jméno souboru. 
Administrační rozhraní je přístupné ze souboru "admin.php" v adresáři, kde je učebnice 
nainstalována. 
