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Resumen La aplicacio´n de los procesos de nacimiento en Confiabilidad
de Software data de los comienzos de la especialidad. Si bien numerosos
modelos han surgido en las u´ltimas de´cadas, los procesos de nacimien-
to han sido aplicados ya sea para realizar analog´ıas con otros modelos,
para realizar simulaciones computacionales de fallas en software, o para
proponer nuevos modelos. En este trabajo se presenta un resumen de la
aplicacio´n de los procesos de nacimiento en Confiabilidad de Software
y se muestran simulaciones que permiten visualizar futuros desarrollos.
Los resultados obtenidos de la simulacio´n se comparan con reportes de
fallas reales.
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1. Introduccio´n
A medida que ha crecido la demanda de sistemas informa´ticos en pra´ctica-
mente todos los desarrollos tecnolo´gicos, la posibilidad de crisis por fallos en
ellos se ha incrementado drama´ticamente, crisis que van desde pequen˜as moles-
tias hasta pe´rdida de vidas. Y es el software el principal protagonista, tanto en
los enormes avances logrados como en la mayor´ıa de los fallos. Es en respuesta a
numerosos incidentes del pasado, y a los que pudieran ocurrir a futuro, que den-
tro de la Ingenier´ıa de Software se incluye como cap´ıtulo fundamental el relativo
a la confiabilidad, y con e´l todas las te´cnicas cuyo objetivo es garantizar la ma´xi-
ma reduccio´n de riesgos durante la vida operativa del software. La confiabilidad
de software, se define como la probabilidad de operar software sin ocurrencia de
fallos durante un lapso determinado de tiempo en un entorno espec´ıfico. Entre
todos los atributos de calidad del software, la confiabilidad se considera como
un factor clave, ya que es fundamental para la prevencio´n de incidentes. Por lo
tanto, tambie´n se constituye en un factor clave para la satisfaccio´n del usuario
de software.
Los modelos de Confiabilidad de Software son procesos estoca´sticos que mo-
delan la deteccio´n de fallas en software a lo largo del tiempo. Estos modelos son
u´tiles para predecir el tiempo medio entre fallas, o la evolucio´n del nu´mero de
* El autor tambie´n se desempen˜a en la Facultad de Ingenier´ıa. UBA.
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fallas a lo largo del tiempo, con lo cual se pueden dimensionar los recursos nece-
sarios de testing, realizar ajustes en el desarrollo y tal vez lo mas importante es
que se puede estimar el tiempo de entrega del producto de software, o la confia-
bilidad con la que sera´ entregado. Los modelos mas conocidos son los basados en
los procesos de Poisson no homoge´neos. Dado que los procesos de nacimiento son
procesos estoca´sticos de crecimiento de una poblacio´n, los mismos pueden ser
utilizados para modelar la produccio´n de fallas en software, como se ha venido
desarrollando en las u´ltimas de´cadas, [5], [4], [7], [9], [11], [15]. Muchos de los
modelos de Confiabilidad de Software propuestos son casos particulares de pro-
cesos de nacimientos, como ocurre con los procesos de Poisson no homoge´neos.
El ana´lisis en general de los procesos de nacimientos puros permite formular
nuevos modelos de confiabilidad con caracter´ısticas interesantes tales como ta-
sas de fallas crecientes o decrecientes o con forma S (S-shaped). En este trabajo
se presenta un resumen de la aplicacio´n de los procesos de nacimientos puros y
se muestran simulaciones con distintos casos de tasa de nacimientos que pueden
resultar muy u´tiles para modelar fallas en software. Este trabajo esta´ organizado
de la siguiente manera: en la seccio´n 2 se da una introduccio´n a los procesos de
nacimientos, en la seccio´n 3 se presenta una lista de los modelos basados en los
procesos no homoge´neos de Poisson vistos como procesos de nacimientos, en la
seccio´n 4 se analiza la aplicacio´n de los procesos de nacimientos en Confiabilidad
de Software, en la seccio´n 5 se muestran simulaciones de procesos de nacimientos
puros y se comparan los resultados con reportes de fallas reales, finalmente, en
la seccio´n 6 se presentan las conclusiones.
2. Procesos de nacimientos puros
Los procesos de nacimientos puros son descriptos por la siguiente ecuacio´n
general, ver [8]:
P ′r(t) = −λr(t)Pr(t) + λr−1(t)Pr−1(t) (1)
donde Pr(t) es la probabilidad de que haya r individuos en la poblacio´n en el
instante t. El proceso (1) es tambie´n un proceso de Markov donde el nu´mero de
individuos corresponde al estado del sistema Sr(t).
La probabilidad de no tener nacimientos en un intervalo mayor que t−s dado
que el sistema esta en el estado r en el instante s esta dada por la exponencial:
P (no nacimientos en t ≥ t− s) = e−
∫ t
s
λr(t)dt (2)
la u´ltima expresio´n es la bien conocida ley de tiempo de espera exponencial.
Distintos casos particulares devienen dependiendo que λr(t) dependa solo de r,
t o de ninguno como se explica en las secciones siguientes.
3. Procesos no homoge´neos de Poisson
El proceso de Poisson es un caso particular de proceso de nacimientos, apa-
rece cuando λr(t) es constante en el tiempo λr(t) = λ, los casos de Poisson no
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homoge´neos aparecen cuando la tasa de nacimientos es una funcio´n no lineal del
tiempo λr(t) = λ(t):
P ((N(s)−N(t)) = r) = µ(t, s)
r
r!
e−µ(t,s) (3)
donde:
µ(t, s) =
∫ t
s
λ(t)dt (4)
Diferentes modelos de Confiabilidad en Software basados en procesos no ho-
moge´neos de Poisson han sido propuestos en la bibliograf´ıa, como se muestra en
la tabla 1.
Tabla 1. Modelos no homoge´neos de Poisson
Modelo µ(t, 0)
Goel-Okumoto a(1− e−bt)
Musa-Okumoto 1
θ
ln(µ0θt+ 1)
Delayed S-shaped a(1− (1 + b t)e−b t)
Log Power α lnβ(1 + t)
Gomperts a(bc
t
)
Yamada Exponencial a(1− e−b c (1−e(−d t)))
4. Procesos de nacimientos puros en Confiabilidad de
Software
Los procesos de nacimientos puros han sido largamente aplicados en Confiabi-
lidad de Software desde hace varias de´cadas. Originalmente, en [11], se generaliza
el modelo de Jelinski & Moranda ([10]) y se propone una tasa de fallas que de-
pende proporcionalmente del nu´mero de fallas encontrado, y a su vez es una
funcio´n no lineal del tiempo. En [7], [13] y [15], se analiza el modelo de Moran-
da como un proceso de nacimientos puros con una tasa de fallas que depende
geome´tricamente del nu´mero previo de fallas y es independiente del tiempo. En
[9], se propone una simulacio´n de produccio´n de fallas con procesos de Poisson
no homoge´neos continuos en el tiempo que se analizan a su vez como procesos
de nacimientos donde la tasa de fallas depende no linealmente del tiempo, lo
que da lugar a los llamados procesos no homoge´neos de Markov continuos en
el tiempo (NHCTMC). En [4] y [5] se propone un proceso de nacimientos puro
donde la tasa de fallas depende no linealmente del nu´mero de fallas detectadas
previamente y no depende del tiempo, se propone adema´s utilizar el estimador
emp´ırico de Bayes para estimar la tasa de fallas.
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De la expresio´n (2), se puede deducir que toda vez que se modele la pro-
duccio´n de fallas como un proceso de nacimientos puros, el tiempo medio entre
fallas se calcula como:
mtbf(r, t) =
1
λr(t)
(5)
Cuando se intenta modelar no solo el proceso estoca´stico de deteccio´n de
fallas sino tambie´n la reparacio´n, suelen utilizarse modelos basados en procesos
de nacimientos y muertes, ver por ejemplo [11].
5. Simulacio´n de produccio´n de fallas con tasas generales
En esta seccio´n se presentan simulaciones de procesos de nacimientos con
distintas funciones de tasa de fallas y se los compara con reportes de fallas reales.
Las simulaciones fueron realizadas en Wolfram Mathematica 8 y consisten en
generar nacimientos a intervalos dados por tiempos de espera aleatorios segu´n
2.
5.1. Modelo geome´trico
Esta simulacio´n corresponde al modelo geome´trico presentado en [13] como
una forma a su vez de analizar el modelo de deseutratizacio´n de Moranda. La
tasa de fallas esta´ dada por:
λr = a b
r
De las simulaciones se observa que la curva de deteccio´n de fallas es muy sensible
a los para´metros a y b, obteniendo en muchos casos tasas de fallas crecientes con
el tiempo. En [13] se eligen como ejemplo los valores a = 2, b = 0,4. En la
fig. 1 se muestra el resultado de la simulacio´n de este modelo hasta el d´ıa 150,
ma´s extendido que los datos mostrados en ([13], fig. 3), cuyos datos se muestran
hasta el d´ıa 30. Se puede observar la coincidencia de ambas curvas en ese rango
de tiempo.
5.2. Modelo de Yule
En esta seccio´n se presenta la simulacio´n del proceso de Yule (ver [8]), en
el cual la tasa de nacimientos es proporcional al nu´mero de individuos en la
poblacio´n, lo cual corresponde al nu´mero de fallas ya detectado. Dado que este
caso presenta una disminucio´n del tiempo medio entre fallas, so´lo puede ser
utilizado en una primera etapa del proyecto, donde se espera un aumento en
la tasa de fallas, o bien cuando se produce un agregado de nuevo software.
Usualmente, los casos de tasas de fallas crecientes inicialmente, se modelan con
el modelo S-shaped, ver por ejemplo [16, pp. 393-402] y [1].
Seguidamente, se muestra la simulacio´n del proceso de Yule con una tasa de
fallas dada por:
λr = 0,001 r
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Figura 1. Modelo geome´trico
y se compara con el nu´mero de fallas reportado por el proyecto Bugzilla gnome
v. 2.2 desde el 07-01-2014 al 07-31-20151, como se muestra en la fig. 2.
Si bien se observa un apartamiento de la curva del modelo con los datos reales,
se puede ver que la simulacio´n sigue la curvatura. Esto u´ltimo se puede observar
al comparar los tiempos reales entre fallas con el obtenido de la simulacio´n, lo
cual se muestra en la fig. 3. Se puede observar que el resultado de la simulacio´n
sigue el decrecimiento de la confiabilidad de los datos reales de las primeras
10 fallas detectadas, luego, ambas curvas muestran una tasa de fallas que se
mantiene en alrededor de una falla cada 5 d´ıas entre las fallas 10 y 25, a partir
de la falla nu´mero 25, los datos reales muestran un ligero crecimiento de la
confiabilidad, lo cual no se observa en la simulacio´n, excepto por el caso aislado
de la falla nu´mero 29.
5.3. Modelo de Contagio de Polya
En general, los modelos de Confiabilidad de Software proponen una tasa de
fallas decreciente modelando un crecimiento de la confiabilidad, dado que se
espera que el nu´mero de fallas existente en el software disminuya. No obstante,
hay casos al comienzo del proyecto o situaciones como el agregado de nuevo
software que hacen que temporalmente la tasa de fallas se incremente. Existen
pocos modelos que consideren una tasa de fallas creciente, uno de ellos es el
1 https://bugzilla.gnome.org/
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Figura 2. Datos del proyecto Bugzilla gnome v 2.2
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Figura 3. Datos del proyecto Bugzilla gnome v 2.2. (Tiempo entre fallas) MTBF.
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propuesto por Shick y Volverton, ver por ejemplo un ana´lisis de este modelo en
[6].
El proceso estoca´stico de Polya puede ser utilizado para modelar casos de
tasas de fallas creciente. Este proceso estoca´stico surge del modelo de urna de
Polya y ha sido aplicado en estudios de Confiabilidad y seguridad, ver por ejem-
plo [14]. El modelo de urna de Polya es un modelo de contagio y consiste en
realizar extracciones con reposicio´n en una urna compuesta de bolas de cierto
color de manera que se repone la bola extra´ıda mas un dado nu´mero de bolas
del mismo color, aumentando la probabilidad de extraer el mismo color en la
siguiente extraccio´n, ver por ejemplo [8]. Al considerar que se realizan extraccio-
nes en determinados intervalos de tiempo, se obtiene como caso l´ımite el proceso
estoca´stico de Polya, ana´logamente como se obtiene el proceso de Poisson a par-
tir de la distribucio´n de Poisson. El proceso estoca´stico que da la probabilidad
de un cierto nu´mero de fallas en funcio´n del tiempo esta´ dado por la siguiente
expresio´n, (ver por ejemplo [3] y [8]):
Pr(t) =
Γ (λρ + r)
r! Γ (λρ )
(
ρt
1 + ρt
)r(
1
1 + ρt
)λ
ρ
(6)
El proceso estoca´stico de Polya resulta interesante dado que depende de dos
para´metros, la tasa de nacimientos (fallas) λ y la tasa de contagio ρ, de manera
que reemplazando (6) en la ecuacio´n (1). se puede verificar que λr(t) queda
expresado como:
λr(t) = ρ
r + λρ
1 + ρ t
(7)
De (7) se puede observar que la tasa depende de un factor cuyo numerador
corresponde a un contagio y su denominador corresponde a un te´rmino de creci-
miento de la confiabilidad, que hace disminuir la tasa con el tiempo. El ajuste de
algu´n caso real con el modelo de Polya puede resultar interesante dado que per-
mitir´ıa concluir que existe algu´n feno´meno de contagio en las fallas del software,
informacio´n que podr´ıa utilizarse para analizar como fueron causadas esas fallas
en el proceso de desarrollo de software o como han sido detectadas en el proceso
de debugging y testing. Otro dato interesante para hacer notar de la expresio´n
(7) es que de acuerdo con la expresio´n (4), el valor medio del nu´mero de fallas
resulta:
µr(t, 0) =
(
λ
ρ
+ r
)
ln(1 + ρ t) (8)
de la expresio´n (8) y de la tabla 1 se observa que el factor correspondiente al
crecimiento en la confiabilidad del proceso de Polya coincide con el del modelo
de Musa-Okumoto. Esto da lugar a proponer modelos cuya tasa de fallas con-
tenga un factor de contagio similar al de Polya y un factor de crecimiento de la
confiabilidad como alguno de los propuestos en la tabla 1.
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La simulacio´n del proceso de Polya con para´metros ρ = 0,5, λ = 0,001 ρ se
muestra en la fig. 4 y se compara con el proyecto T1 reportado en [12]. Este
proyecto corresponde a un sistema en tiempo real de un total de 21700 instruc-
ciones desarrollado por 9 programadores donde las fallas fueron registradas en
las etapas de testing y operacio´n. Si bien los datos de este proyecto son de hace
varias de´cadas y en ese lapso se produjo un gran avance en te´cnicas de Inge-
nier´ıa de software, se considera relevante su utilizacio´n dado que el mismo fue
muy analizado en la literatura y adema´s el resultado presentado en este trabajo
puede compararse con el realizado en [1], donde se modela el incremento inicial
de la tasa de fallas con el modelo S-shaped (ver [2], fig. 8)2. Si bien el modelo
S-shaped ajusta mejor los datos de fallas para este proyecto, se puede observar
que el proceso de Polya muestra un salto en el nu´mero de fallas en la semana
8, al igual que los datos reales. En general, el proceso de Polya tiene esta carac-
ter´ıstica, la de provocar un cambio abrupto en algu´n instante de tiempo, que no
es el caso del proyecto T1, el cual tiene una tasa casi constante al principio y un
cambio mas gradual en la semana 8.
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Figura 4. Datos reales y simulacio´n de Polya del proyecto T1.
2 Se aclara que en la referencia citada [2], se considera que los datos fueron reportados
en el lapso de 21 semanas, no obstante, de acuerdo a los datos que disponen los
autores segu´n un reporte enviado en una comunicacio´n privada desde ”The Data
and Analysis center for Software (DACS)”, el u´ltimo d´ıa de falla es el nu´mero 96,
correspondiendo a la semana 14 considerando 7 d´ıas por semana.
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En la fig. 5 se muestran los datos de tiempo entre fallas para el proyecto T1.
Se puede observar que los tiempos entre fallas dados por el proceso de Polya
siguen aproximadamente los datos reales. Ana´logamente a lo analizado en la fig.
3, en los datos reales se observan tres etapas, un decrecimiento de la confiabilidad
hasta la falla nu´mero 60, una tasa de fallas casi constante hasta la falla nu´mero
130, y luego, un aumento de la confiabilidad. Se puede observar que la simulacio´n
sigue el comportamiento de los datos reales en las primeras dos etapas.
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Figura 5. MTBF del proyecto T1.
6. Conclusio´n
En este trabajo se ha mostrado como los procesos de nacimientos puros han
sido utilizados en Confiabilidad de Software en distintos casos desde hace varias
de´cadas. Se han mostrado resultados de simulaciones de produccio´n de fallas
basado en algunos procesos conocidos como el de deseutratizacio´n de Moranda,
el de Yule y el de Polya. En el caso del proceso de Yule, se ha comparado la curva
obtenida con los datos de produccio´n de fallas reportados en el proyecto Bugzilla
gnome v 2.2. En el caso del proceso de Polya, se ha mostrado una aplicacio´n a un
conocido proyecto de software de la literatura de Confiabilidad y se comparan
los resultados con la aplicacio´n del modelo S-shaped. Si bien las curvas obtenidas
muestran un apartamiento significativo de los datos reales, la curvatura sigue la
de los datos reportados, lo cual se observa en los tiempos entre fallas. Estos casos
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resultan adema´s de intere´s dado que presentan la particularidad de una tasa de
fallas creciente, lo cual permite utilizarlos al comienzo de la etapa de debugging
o bien cuando se realiza el agregado de nuevo software. En trabajos futuros, se
verificara´ el ajuste de estos modelos con mas datos de fallas reales.
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