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Zusammenfassung
Diese Arbeit präsentiert 9 Entwurfsmuster in einer Darstellung durch das Compartment Role Object
Model(CROM). Dabei wird dessen graphische Notation für rollenbasierte Modelle mit verschiedenen
Möglichkeiten zur Darstellung von Bedingungen des Entwurfsmusters benutzt. Über eine Evaluation
soll ermittelt werden, ob das CROM dazu geeignet ist, die Bedingungen von Entwurfsmustern
verständlich und schnell erfassbar darzustellen. Dabei soll die graphische Dokumentation dieser
helfen. Das kann positive Eekte auf die Entwicklung von Software haben, wie bessere Codequalität,
verkürzte Entwicklungszeiten und die Vereinfachung der Kommunikation zwischen Entwicklern.
Selbstständigkeitserklärung
Hiermit versichere ich, dass ich die vorliegende Bachelor-Arbeit mit dem Titel Aktualisierung des
Rollenbasierten Entwurfsmusterkatalogs selbstständig und ohne unzulässige Hilfe Dritter verfasst
habe. Es wurden keine anderen als die in der Arbeit angegebenen Hilfsmittel und Quellen benutzt.
Die wörtlichen und sinngemäÿ übernommenen Zitate habe ich als solche kenntlich gemacht. Es
waren keine weiteren Personen an der geistigen Herstellung der vorliegenden Arbeit beteiligt. Mir
ist bekannt, dass die Nichteinhaltung dieser Erklärung zum nachträglichen Entzug des Hochschul-
abschlusses führen kann.
Dresden, 25. August 2015
Kevin Ivo Kassin
1 Einleitung
1.1 Motivation
Durch die Komplexität von heutigen Softwaresystemen ist ihre Entwicklung eine schwierige und
zeitaufwendige Aufgabe. Bei diesen besteht der Quelltext oft aus mehren Millionen Codezeilen.
Deswegen werden Ansätze benötigt, welche es ermöglichen, bereits während der Entwurfsphase so
in den Entwicklungsprozess einzugreifen, dass das Projekt erfolgreich und in dem vorgegebenen
Zeitrahmen beendet werden kann. Zwei entscheidende Faktoren dafür sind ein klarer Entwurf und
die Wiederverwendbarkeit von Codeartefakten. Ein Ansatz, um diesen beiden Punkten gerecht zu
werden, sind Entwurfsmuster. Als bekanntes Beispiel sind die 23 Entwurfsmuster aus dem Buch
[GHJV05] von Gamma, Helm, Johnson und Vlissides, folgend in dieser Arbeit immer Gang of Four
genannt, zu erwähnen.
Ein kritischer Faktor, bei der Benutzung von Entwurfsmustern, ist die Art, wie diese beschrieben
und folglich von Programmierer verstanden sowie implementiert werden. Häug benutzte Darstel-
lungen für Entwurfsmuster sind Klassendiagramme in der Unied Modeling Language [UML]. Diese
haben jedoch das Problem, dass sie das Entwurfsmuster in einer rein objektorientierten Sicht zei-
gen. Diese ist zwar dazu geeignet die Struktur darzustellen, deckt aber den Verhaltensaspekt nicht
ab [RC09].
Einen anderen Ansatz verfolgt Dirk Riehle. Er stellt die Entwurfsmuster durch ein Zusammen-
spiel von Rollen dar. Zusätzlich benutzt er Composition Constraints, welche beschränken, wie ein
Objekt mehrere Rollen spielen kann oder muss. Jedoch werden in dieser Notation keine weiteren
Bedingungen und Intentionen angegeben, wie das Entwurfsmuster zu nutzen ist.
Um diese Probleme zu überwinden wird in dieser Arbeit eine andere Darstellungsform für die
Entwurfsmuster verwendet. Sie werden durch das Compartment Role Object Model (CROM) und
die dazugehörige grasche Notation beschrieben. In diesem Modell gibt es neben Rollen und Klassen
viele Mittel um die entwurfsmusterspezischen Bedingungen zu beschreiben. Als Beispiele können
hierbei Role Group Constraints und Relationship Constraints genannt werden.
Das Ziel der Aktualisierung des Entwurfsmusterkatalogs ist, dass die Entwurfsmuster genauer
und verständlicher dokumentiert werden. Dies führt dazu, dass sie öfters korrekt implementiert
werden und ihre Verwendung attraktiver wird. Somit wird der Anteil von Entwurfsmustern im
Programmcode steigen, was zu Code mit höherer Qualität führen kann. Weiterhin kann mit der so
eingesetzten Wiederverwendbarkeit die Entwicklungszeit von Software verkürzt werden.
Die Verwendung von rollenbasierten Modellen wird von Programmiersprachen und speziellen Pro-
grammiermethoden, zum Beispiel in Scala [Pra08], unterstützt. Ein Beispiel für eine rollenbasierte
Programmiersprache ist Object Teams/Java [OTJ]. Diese machen die Implementierung von rollen-
basierten Entwürfen praktikabel.
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Die hier genannten Probleme mit den bekannten Ansätzen, wie die Entwurfsmuster beschrieben
werden, motivieren Überlegungen über neue Darstellungsformen von diesen. Als mögliche Lösung
wird in dieser Arbeit die rollenbasierte Darstellung mit dem CROM betrachtet.
1.2 Problemdenition
Bekannte Darstellungen von Entwurfsmustern, zum Beispiel in der Form von UML, stellen die
Struktur dieser umfassend dar, während das Verhalten in Kollaboration mit anderen Teilnehmern
des Entwurfsmusters oft nur unzureichend erfasst wird. Deswegen wird in dieser Arbeit für einige
Entwurfsmuster mit Hilfe des CROM und dessen graphischer Notation eine Darstellung gefunden,
in der die Bedingungen und Intentionen der Entwurfsmuster, sowie das Verhalten der Teilnehmer
im Zusammenspiel mit anderen Parteien besser veranschaulicht werden können.
1.3 Zielstellung
Im Rahmen dieser Arbeit werden die drei betrachteten Beschreibungsformen für Entwurfsmuster
allgemein, aber auch auf besondere Entwurfsmuster spezialisiert, untersucht. Bei der Analyse der
Beschreibungsformen im Allgemeinen werden die Besonderheiten dieser herausgearbeitet und die
daraus resultierenden Vor- und Nachteile diskutiert.
Im speziellen werden einige Entwurfsmuster aus dem bereits erwähnten Buch der Gang of Four
und einem Technischen Bericht [Rie09] von Dirk Riehle mit besonderen Augenmerk auf die Be-
dingungen, die diese für die jeweiligen Muster festlegen, analysiert. Im folgenden werden diese
Entwurfsmuster in der graphischen Notation des CROM dokumentiert. Abschlieÿend ist der Erfolg
dieser Darstellung zu evaluieren. Dazu werden Merkmale, die durch die Gang of Four und Riehle den
Entwurfsmustern zugeordnet werden, aufgelistet. Dann wird verglichen, wie viele dieser Merkmale
durch die Darstellung mit dem CROM abgedeckt werden.
Aus einer abschlieÿenden Auswertung dieser Evaluationen kann im folgenden geschlossen wer-
den, inwiefern das CROM dazu geeignet ist, Entwurfsmuster darzustellen. Auÿerdem soll bestimmt
werden, ob die Darstellung der Entwurfsmuster im CROM dazu beitragen kann, die Wiederver-
wendbarkeit dieser zu erhöhen und sie verständlich sowie schnell erfassbar zu dokumentieren.
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2 Analyse der betrachteten
Darstellungsformen
In diesem Kapitel erfolgt eine Analyse der betrachteten Darstellungsformen von Entwurfsmustern.
Die erste ist die der Gang of Four [GHJV05]. Des weiteren wird die Darstellung von Entwurfsmustern
nach Dirk Riehle analysiert. Diese basiert auf Rollendiagrammen, welche in [Rie00] motiviert und
etabliert werden. Diese Darstellungsart wird in seinem Entwurfsmusterkatalog [Rie09] verwendet.
Abschlieÿend wird die Darstellung mit dem Compartment Role Object Model [KSG+15] vorgestellt.
Bei allen Darstellungsarten werden ihre Bestandteile und weitere Charakteristika herausgestellt, um
im folgenden deren Vor- und Nachteile zu diskutieren.
2.1 Beschreibungsform der Gang of Four
Zur Beschreibung von Entwurfsmustern benutzt die Gang of Four ein festes Schema mit immer
wiederkehrenden Bestandteilen über alle Entwurfsmuster hinweg. Sie liefert eine umfassende Do-
kumentation der Entwurfsmuster. Diese beschreibt neben den grundsätzlich notwendigen Informa-
tionen zur Implementierung der Entwurfsmuster auch Beispielimplementationen und gibt Angaben
darüber, in welchen Domänen diese Muster in der Praxis benutzt werden. Die Dokumentation der
Entwurfsmuster erfolgt textuell und graphisch. Zusätzlich wird Beispielcode in den Sprachen Small-
talk und C++ benutzt. Die Entwurfsmuster werden in die 3 Klassen der erzeugenden, strukturellen
oder verhaltensorientierten Muster unterteilt.
Bestandteile
Die Beschreibung der Entwurfsmuster durch die Gang of Four erfolgt durch 11 Bestandteile.
Intention Dieser Teil der Darstellung gibt in textueller Form an, welches Entwurfsproblem durch
das Muster gelöst werden soll.
Motivation Hier wird ein Beispiel der Anwendung in textueller und graphischer Form dargestellt.
Anwendbarkeit Dieser Bestandteil beantwortet die Frage, wann das Entwurfsmuster angewendet
werden sollte. Dies geschieht in textueller Form.
Struktur In einer auf der UML basierenden graphischen Notation werden die Klassen, deren Verer-
bungsstrukturen und die Relationen zwischen ihnen dargestellt. Die Attribute und Methoden
der Klassen werden hier explizit angegeben. Pseudocode verdeutlicht die Funktionsweise be-
stimmter Methoden. Über Rollenbezeichnungen an den Relationen werden zusätzlich Hinweise
auf das Verhalten der Klassen in Kollaborationen gegeben. Teilweise werden Darstellungen
auf Objektebene verwendet.
7
Teilnehmer Hier werden die teilnehmenden Klassen und ihre Verantwortlichkeiten im Entwurfsmus-
ter aufgelistet. In diesen Teil der Beschreibung lassen sich Hinweise auf Attribute, Methoden,
Kollaborationen und Rollen entdecken.
Kollaborationen In einer Auistung ndet man hier, welche Klassen miteinander interagieren. Für
manche Entwurfsmuster werden diese Kollaborationen über ein UML ähnliches Interaktions-
diagramm verdeutlicht.
Konsequenzen Textuell werden hier die positiven und negativen Folgen diskutiert, welche durch
die Verwendung des Entwurfsmusters entstehen.
Implementation Durch Beispielcode und in textueller Form kann man hier entwurfsmusterspezi-
sche Hinweise nden. Diese befassen sich zum Beispiel damit, in welcher Klasse bestimmte
Methode deklariert und implementiert werden sollten. Auÿerdem werden hier Lösungsideen
für Probleme, die in dem Teil Konsequenzen erwähnt werden, vorgestellt. Bei alternativen
Lösungen werden diese miteinander vergleichen und abgewogen.
Beispielcode Hier wird eine beispielhafte Implementierung in einer bestimmten Domäne vorgestellt
und erläutert.
Bekannte Anwendungen In textueller Form werden hier Einsatzfelder erklärt, in denen das Ent-
wurfsmuster in der Praxis verwendet wird.
Verwandte Entwurfsmuster Textuell werden in diesem Teil der Dokumentation andere Entwurfs-
muster erwähnt, welche bei der Implementierung des Entwurfsmusters hilfreich sein können.
Es wird auÿerdem erläutert, welche Funktion die verwandten Entwurfsmuster bei einer solchen
Implementation übernehmen können.
Diskussion
Durch die festen Bestandteile der Dokumentation wird die Vergleichbarkeit der Entwurfsmuster
erhöht. Zusätzlich wird die strukturierte Beschreibung dadurch auch übersichtlicher. Dies ist beson-
ders wichtig, da die Dokumentation der Entwurfsmuster durch die Gang of Four sehr umfangreich
ist. Dadurch wiederum können Entwurfsmuster in vielen Aspekten exakt beschrieben werden. Ein
solcher Aspekt sind zum Beispiel die Implementationshinweise, in denen oft verschiedene Lösungen
für die Implementation der Entwurfsmuster vorgestellt und abgewogen werden.
Ein weiteres Merkmal, dass die Übersichtlichkeit der Entwurfsmuster fördert ist die Einteilung
in 3 Klassen. Diese geben bereits vor dem Lesen der Dokumentation eine grobe Richtung des
Zweckes vor, den das Muster erfüllt. Positiv an dieser Darstellung der Entwurfsmuster ist auÿerdem
zu erwähnen, dass diese darlegt, wann die Muster verwendet werden sollten. Diese Information
bildet die Grundlage der korrekten Verwendung eines Entwurfsmusters und ist als besonders wichtig
einzuschätzen. Des Weiteren wird das Verständnis für die Entwurfsmuster durch Beispiele in den
Bestandteilen Motivation und Beispielcode unterstützt.
Als Nachteil dieser Beschreibungsart kann man seine Textlastigkeit sehen. Im allgemeinen wird
angenommen, dass graphische Darstellungen schneller erfasst werden können und verständlicher sind
als Beschreibungen in Textform. Damit hat sich unter anderem Daniel Moody in seiner Arbeit The
Physics of Notations [Moo09] beschäftigt. Hier beschreibt er, dass zwischen der Verwendung von
visuellen Variablen, also Elementen einer graphischen Notation, und einer textuellen Beschreibung
oft eine Abwägung getroen werden muss. Dabei unterscheidet er die visuelle und die semantische
Ausdrucksstärke. Das erstgenannte Merkmal einer graphischen Darstellung wird durch die visuellen
Variablen unterstützt und erleichtert das Verständnis für die Graphik. Allerdings haben diese oft
nicht die gleiche semantische Ausdrucksstärke wie eine Beschreibung durch Text. Das heiÿt, dass
graphische Darstellungen bestimmte Aussagen zusammenfassen, welche textuell dierenziert werden
könnten [Moo09, S. 769]. Dadurch kann es sein, dass eine graphische Notation bei der Beschreibung
bestimmter Sachverhalte ungenauer als eine textuelle Beschreibung ist oder diese Informationen gar
nicht darstellen kann.
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Die Bestandteile der Darstellung von Entwurfsmustern durch die Gang of Four kann man in 3
Gruppen einteilen. Die erste Gruppe enthält die Bestandteile, welche gröÿtenteils rein textuell be-
schreibbare Sachverhalte wiedergeben. Zu dieser Gruppe gehören zum Beispiel die Teile Intention,
Anwendbarkeit, Konsequenzen und Implementation. Aussagen die in diesen Bestandteilen der
Darstellung durch die Gang of Four getätigt werden, lassen sich meist nicht sinnvoll graphisch
dokumentieren. So gibt es keine visuelle Darstellungsmöglichkeit für viele negativen Folgen, die
aus der Verwendung eines Entwurfsmusters folgen. Dies ist dadurch bedingt, dass die Konsequen-
zen oft Komponenten des Musters betreen, welche nicht zum eigentlichen zielführenden1 Entwurf
gehören. Dadurch können Aspekte, die diese Komponenten betreen, nicht visuell dargelegt werden.
Zur zweiten Gruppe gehören Bestandteile der Darstellung, die durch die Gang of Four meist
textuell beschrieben werden, bei denen aber eine graphische Dokumentation möglich ist. Als Bei-
spiele für diese kann man die Bestandteile Kollaboration und Teilnehmer nennen. Die graphische
Darstellung dieser Informationen kann dadurch erfolgen, dass die Teilnehmer der Kollaborationen
als Rollen mit expliziter Angabe von rollenspezischen Methoden und Attributen dargestellt wer-
den. Dadurch können Verantwortlichkeiten der Teilnehmer und die Bedingungen der Kollaboration
graphisch verdeutlicht werden.
Zur dritten Gruppe werden Bestandteile gezählt, welche bereits durch die Gang of Four visuell
dargestellt werden. Dazu gehören Struktur und Motivation. Bei diesen werden standardisierte
Diagrammarten2 oder auch nicht genormte Darstellungsformen verwendet. Zur letztgenannten Art
gehören beliebige Graphen, Bäume und Abbildungen. Über diese werden unter anderen Beispiele
erläutert.
Inwiefern es möglich ist einen Bestandteil der Dokumentation durch eine graphische Darstellung
verständlicher und schneller erfassbar zu machen, hängt davon ab zu welcher Gruppe dieser Be-
standteil gehört. Dadurch, dass Bestandteile in der ersten Gruppe nicht sinnvoll graphisch dargestellt
werden können, liegt hier kein Potenzial zur Verbesserung vor. Ein hohes Verbesserungspotenzial
gibt es für die Bestandteile der zweiten Gruppe. Teile der dritten Gruppe sind bereits teilweise
visualisiert. Diese können deswegen durch eine Verbesserung der visuellen Darstellung, nicht aber
von der Einführung einer graphischen Notation protieren.
Als weiteren Nachteil der Darstellungsform der Gang of Four kann man die UML ähnliche graphi-
sche Darstellung der Struktur nennen. Diese erfasst die Strukturierung der Klassen mit Vererbungs-
und Aggregationsrelationen zu groÿen Teilen. Der Pseudocode in der Darstellung ermöglicht es
zusätzlich, die Funktionsweise von Methoden zu verdeutlichen.
Jedoch kann diese Darstellung das kollaborationsspezische Verhalten von Klassen nicht umfas-
send dokumentieren. Dies bedeutet, dass das Verhalten von Klassen zwar allgemein beschrieben
werden kann3, es aber nicht möglich ist spezielles Verhalten in einer bestimmten Kollaboration zu
spezizieren. Dies liegt darin begründet, dass die Darstellung mit Klassen die verschiedenen Ver-
antwortlichkeiten seiner Objekte nicht voneinander trennt [Rie00]. Diese können in rollenbasierten
Darstellungen durch die Rollen separiert werden. Ein solches Konzept ndet man in der von der
Gang of Four verwendeten graphischen Notation der Struktur in Form der Rollenbezeichnungen
an den Relationen zwischen den Klassen. Allerdings drücken diese nicht aus, was eine Rolle spe-
ziell ausmacht. Dies würde über die explizite Angabe von Methoden und Attributen in der Rolle
ermöglicht.
Ein anderer Nachteil der hier betrachteten Dokumentation von Entwurfsmustern liegt ebenfalls
in der klassenbasierten Darstellung der Struktur begründet. So stellt ein Klassendiagramm nur eine
mögliche Klassenstruktur dar. Es erfasst nur die Abstraktion einer möglichen konkreten Instanzi-
ierung des Entwurfsmusters. Es kann mehrere Strukturen geben, welche das gleiche Ziele erfüllen
und das Entwurfsproblem lösen [Rie00]. Dies schränkt die Möglichkeit der Wiederverwendung des
Entwurfsmusters ein. In unterschiedlichen Fällen können verschiedene Klassenstrukturen am besten
1Als Zielstellung kann man in diesem Fall den Teil Intention ansehen.
2zum Beispiel UML
3durch die Kombination der expliziten Angabe von Methoden, sowie Attributen und dem Einsatz von Pseudocode
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zur Lösung geeignet sein. Wird nun aber nur eine der strukturellen Varianten beschrieben, kann es
sein, dass diese nicht optimal zur Lösung des Entwurfsproblems beiträgt. Durch Rollendiagramme
werden verschiedene Strukturdiagramme repräsentiert [Rie00], wodurch die Wiederverwendbarkeit
der beschriebenen Entwurfsmuster höher als bei der Dokumentation durch Klassendiagramme ist.
Abschlieÿend lässt sich sagen, dass die Beschreibung der Gang of Four eine umfassende und gut
strukturierte Darstellung von Entwurfsmustern ist. Jedoch hat diese Nachteile, welche vor allem
aus ihrem hohen Textanteil und der Darstellung der Struktur über Klassendiagramme resultieren.
2.2 Beschreibungsform von Dirk Riehle
Dirk Riehle hat aufbauend auf dem Entwurfsmusterkatalog der Gang of Four in [Rie09] 25 Muster
in einer rollenbasierten Darstellung erarbeitet. Dabei nutzt er neben einer graphischen Notation
für Rollendiagramme auch Text und Matrizen. Diese Darstellungsart ist wesentlich kürzer als die
der Gang of Four und behandelt einige Aspekte der Entwurfsmuster, die in der zweitgenannten
Darstellung dokumentiert werden, nicht. Als Beispiel hierfür wären Implementationshinweise oder
auch die Konsequenzen durch die Benutzung des Entwurfsmusters zu nennen. Auch Dirk Riehle
hat die Entwurfsmuster klassiziert. So sind diese eingeteilt nach Mustern die Objekte erzeugen,
Zustände verwalten, Verhalten steuern, Abhängigkeiten kontrollieren und der Kontextadaption die-
nen. Des Weiteren gibt es atomare und zusammengesetzte Entwurfsmuster verschiedener Arten.
Diese Einteilung ist genauer als die der Gang of Four.
Bestandteile
Intention In textueller Form wird beschrieben, welches bestehende Entwurfsproblem dieses Muster
lösen kann.
Rollendiagramm In einer graphischer Notation werden Rollen und ihre Relationen zueinander dar-
gestellt. Diese Relationen können Aggregationen, Assoziationen oder Instanziierungen sein.
Weiterhin gibt es Rollenimplikationen, sowie Rollenprohibitionen. Diese Composition Cons-
traints beschreiben, welche Rollen eine Klasse spielen muss beziehungsweise nicht darf, wenn
diese eine bestimmte andere Rolle spielt. Weiterhin werden Multiplizitäten der Rollen darge-
stellt. Bei manchen Entwurfsmustern werden zusätzlich textuelle Erläuterungen, zum Beispiel
zu den Teilnehmern, getätigt.
Role Relationship Matrix Hier werden die Composition Constraints in Form einer Matrix be-
schrieben. Teilweise wird diese auch textuell erklärt.
Beispiel
In der Abbildung 2.1 ist das Rollendiagramm und die Role Relationship Matrix der Darstellung
des Composite Pattern durch Riehle zu sehen. Die Rollen werden von ihm durch abgerundete
Rechtecken dargestellt. Zwischen den Klientenrollen und den Rollen Node beziehungsweise Root
sind Assoziationsbeziehungen zu nden. Diese werden durch einen ausgemalten Pfeil dargestellt und
repräsentieren in diesem Fall eine use-Relation. Eine weitere Assoziation ist von der Rolle Child
ausgehend zu Parent ersichtlich. An dieser ist ein Identikator parent verzeichnet. Dies kann so
interpretiert werden, dass ein Objekt, welches die Rolle Child spielt, die Relation zu seinem Eltern-
knoten bekannt ist. Zwischen den Rollen Parent und Child wiederum gibt es eine Aggregation.
Diese wird ähnlich der UML-Notation mit einer Raute angezeigt. Auÿerdem werden Rollenimplika-
tionen durch einen grauen Pfeil dargestellt. Eine solche sieht man zum Beispiel zwischen den Rollen
Parent und Node.
In der Role Relationship Matrix werden die Composition Constraints dokumentiert. Diese Bedin-
gungen werden über 3 mögliche Zustände erfasst. Für jedes mögliche Rollenpaar wird einer dieser
Zustände durch die Matrix angegeben. Diese umfassen zum einen die Rollenimplikationen, zum
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Abbildung 2.1: Graphische Darstellung des Composite Pattern durch Riehle aus [Rie09]
Beispiel zwischen den Rollen Child und Node. Diese ist durch ein schwarz ausgemaltes Quadrat in
der 3. Spalte und der 2. Zeile der Matrix dargestellt. Weiterhin werden Rollenprohibitionen durch
ein weiÿes Quadrat eingezeichnet. Grau ausgemalte Felder zeigen an, dass keine Rollenimplikation
oder -prohibition gilt. Dies ist am Beispiel der Rollen Root- und Nodeclient in der 1. Zeile und 5.
Spalte zu sehen.
Diskussion
Ein groÿer Vorteil dieser Dokumentation von Entwurfsmustern liegt in der Darstellung der Struktur
durch Rollendiagramme begründet. In der Sektion 2.1 werden zwei wichtige Vorteile der Rollen-
diagramme gegenüber den Klassendiagrammen erläutert. Der erstgenannte Vorteil kommt auch
bei dieser Darstellung nicht zum tragen, da keine explizite Angabe von Methoden in den Rollen
erfolgt. Der zweite Vorteil der rollenbasierten Darstellung ist, dass die Rollendiagramme mehrere
Klassenstrukturen zusammenfassen. Dies wird durch diese Darstellungsart genutzt. Dadurch steigt
die Wiederverwendbarkeit der Entwurfsmuster.
Desweiteren konzentriert sich Dirk Riehle auf die Darstellung der Kernaspekte der Entwurfsmus-
ter. Daher ist die Beschreibung nicht so umfangreich wie die der Gang of Four. Dadurch behält sie
auch ohne feste Bestandteile der Dokumentation ihre Übersichtlichkeit. Die Entwurfsmuster werden
kurz und prägnant anhand ihrer wichtigsten Eigenschaften beschrieben.
Zwei weitere Merkmale unterstützen die Übersichtlichkeit der Darstellung nach Dirk Riehle. Das
erste Merkmal ist die feingranulare Einteilung der Entwurfsmuster, welche bereits vor dem Lesen
der Dokumentation eine relativ genaue Angabe zur Funktion des Entwurfsmusters liefert. Auÿer-
dem ist der Textanteil in dieser Darstellung der Entwurfsmuster geringer als bei der durch die Gang
of Four. Dies fördert die Verständlichkeit von Riehles Dokumentation, geht aber auch auf Kos-
ten einiger Aspekte, die nur textuell beschrieben werden können und durch Riehle nicht in seiner
Beschreibungsart berücksichtigt werden.
Dadurch gehen Hinweise zur Implementation mit verschiedenen Lösungen für bestimmte Proble-
me verloren. Auch Beispiele werden von Riehle nicht benutzt. Durch diese könnte das Verständnis
für das abstrakte Rollendiagramm verbessert werden. Durch den kleinen Umfang der Beschreibung
benötigt diese Darstellungsform zwar kein Schema von Bestandteilen um die Übersichtlichkeit zu
garantieren, dieses würde allerdings das Vergleichen dieser Entwurfsmuster erleichtern. Feste Be-
standteile können direkt miteinander abgeglichen werden. Ohne ein solches Schema muss die ganze
Beschreibung gelesen werden und die vergleichbaren Bestandteile müssen aus den Dokumentationen
der Entwurfsmuster herausgesucht werden.
Ein weiterer groÿer Nachteil von Riehles Art der Beschreibung ist, dass in den Rollen keine Me-
thoden explizit angegeben werden. Deswegen kann nur ein Teil der Verantwortlichkeiten der Rollen
graphisch dargestellt werden. Dies geschieht über die graphisch referenzierten Attribute, die an den
Relationen zwischen den Rollen vermerkt sind. Die Verantwortlichkeiten von Klassen in bestimmten
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Kollaborationen, welche durch Methoden in den Rollen dargestellt werden könnten, werden aber
meist nur textuell dargelegt. Dies senkt die Verständlichkeit der Beschreibung. Auÿerdem wird da-
durch eine automatische Codeerzeugung erschwert, da so keine Methodenrümpfe generiert werden
können.
Die Verständlichkeit wird zusätzlich dadurch eingeschränkt, dass nicht alle Composition Cons-
traints in dem Rollendiagramm eingezeichnet sind. Um dies übersichtlich zu gestalten, wird eine
Klammerung von mehreren Rollen benötigt, welche es in den Rollendiagrammen von Riehle nicht
gibt. Die Gruppierung kann zum Beispiel viele Rollenprohibitionen einsparen, falls sich die Menge
der Rollen in zwei disjunkte Mengen teilt. Ein Beispiel dafür wäre das Composite Pattern bei de-
nen es die Gruppe der vier Rollen für die Baumstruktur, sowie die der Klienten mit zwei Rollen gibt.
Würde man in dem Rollendiagramm des Entwurfsmusters alle Composition Constraints einzeich-
nen wollen, bräuchte man acht Rollenprohibitionen. Durch eine Klammerung der beiden Gruppen,
könnte man dies durch eine Rollenprohibition darstellen. Riehle nutzt stattdessen eine Matrix zur
Beschreibung aller Composition Constraints im Entwurfsmuster. Diese ist unübersichtlicher als die
zuvor vorgestellte Lösung mit einer Klammerung von Rollen. Durch die Matrixdarstellung müssen
zwei Graphiken analysiert werden. Auÿerdem wird diese Matrix mit ansteigender Gröÿe schwerer zu
lesen.
Die Semantik der Bedingungen, die Riehle zur Beschreibung der Entwurfsmuster nutzt, sind
nicht formal deniert. Deswegen es nicht möglich durch einen Model Checker die Konformität einer
Implementierung eines Entwurfsmusters zu einem Rollenmodell in der Darstellung nach Dirk Riehle
zu prüfen. Dies könnte ein Programmierer nutzen, um sicher zu gehen, dass er ein Entwurfsmuster
so implementiert hat, wie das Softwaredesign dies vorgesehen haben.
Schlussendlich lässt sich Riehles Darstellung der Entwurfsmuster als kurz und prägnant beschrei-
ben. Sie erfasst die Kernpunkte eines Entwurfsmuster, leidet aber unter der fehlenden Genauigkeit
der Rollendiagramme und der unübersichtlichen Matrixdarstellung.
2.3 Darstellung mit dem Compartment Role Object Model
Die Darstellung der Entwurfsmuster wird im 3. Kapitel über die graphische Notation des Compart-
ment Role Object Model (CROM) realisiert. Dies wird im Rahmen dieser Arbeit rein graphisch
geschehen. Bei der Erweiterung der hier vorgestellten Modelle zu einem Entwurfsmusterkatalog
können Bedingungen und andere Aspekte der Entwurfsmuster auch textuell erklärt werden.
Graphische Elemente
Im folgenden werden die Elemente der graphischen Notation des CROM beschrieben. Zur Darstel-
lung der Entwurfsmuster im Kapitel 3 wird nur die Klassenebene benutzt. Deswegen werden im
folgenden nur die Elemente dieser erklärt, nicht aber die der Instanzebene.
Klassen Bei diesem kann man die Datentypen und die natürlichen Typen unterscheiden. Die Ob-
jekte der erstgenannten Art von Klassen sind als Speicherobjekte gedacht, während natürliche
Typen meist Parteien und Begrie aus der Domäne des Softwareprojektes modellieren. Au-
ÿerdem gibt es Compartment Types. Zu allen dieser Klassen können explizit Methoden und
Attribute zugewiesen werden. Ihre Notation folgt der von UML. Compartment Types besitzen
zudem ein Rollenmodell.
Rollen Sie werden im Rollenmodell eines Compartment Types dargestellt. In diesen können explizit
Methoden und Attribute angegeben werden. Sie werden über Rollengruppen zusammenge-
fasst.
Relationen zwischen Klassen Zwischen 2 Klassen kann es eine Vererbungsrelation geben. Wei-
tere Assoziationen, zum Beispiel use-Relationen, gibt es zwischen Klassen nicht, da diese
zwischen den Rollen notiert werden.
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Abbildung 2.2: Klassendiagramm einer Variante des Composite Pattern durch das CROM
Relationen zwischen Rollen Zwischen Rollen gibt es verschiedene Arten der Relationen. Die bi-
näre Relation ist ungerichtet und stellt Aggregationen sowie use-Relationen dar. Weiterhin
werden die Composition Constraints über Relationen zwischen Rollen dargestellt. So werden
Rollenimplikationen und -prohibitionen im Rollenmodell eingezeichnet.
Relationen zwischen Klasse und Rolle Dass eine Klasse eine Rolle spielen kann wird durch die
lls-Relation ausgedrückt. In diesem Fall übernimmt die Klasse alle Methoden und Attribu-
te einer Rolle. So wird das kollaborationsspezische Verhalten der Klassen durch die Rollen
voneinander separiert. Zudem gibt es die participates-Relation. Diese besagt, dass eine Rolle
an einem Compartment Type teilnimmt. Dieser Compartment Type kann ein ganzes Ent-
wurfsmuster oder nur ein Teil davon darstellen. Die participates-Relation wird dadurch in der
Graphik vermerkt, dass die Rolle in dem Rollenmodell des Compartment Types zu nden ist.
Constraints Die graphisch dargestellten Bedingungen des Entwurfsmusters werden an den Rollen-
gruppen, an Rollen oder über Relationen zwischen den Rollen eingezeichnet. An den Rollen-
gruppen kann über Rolegroup Constraints angegeben werden, wie viele Rollen aus der Gruppe
eine spielende Klasse übernehmen muss. Auÿerdem werden an diesen die Occurrence Cons-
traints vermerkt. Diese Bedingung kann ebenfalls für Rollen angegeben werden. Sie drückt
aus, wie oft eine Rolle oder Rollengruppe in einer Instanziierung des Compartment Types zeit-
gleich gespielt werden muss und darf. Die Rolegroup Constraints und Occurrence Constraints
sind dabei als Zahlenbereich anzugeben. Weitere Bedingungen werden durch Relationship
Constraints beschrieben. Diese werden an Relationen angezeichnet und beschreiben kardi-
nale und relationale Bedingungen. Die zweitgenannten Bedingungen können zum Beispiel
ausdrücken, das eine Relation irreexibel oder azyklisch ist. Eine weitere groÿe Gruppe der
Bedingungen wird durch die Composition Constraints beschrieben. Diese besagen, welche
weiteren Rollen eine Klasse spielen muss oder nicht übernehmen darf, wenn sie eine andere
Rolle spielt. Sie werden über Relationen mit gestrichelten Linien dargestellt. Es werden wie bei
Dirk Riehle Rollenimplikationen und -prohibitionen unterschieden. Implizieren sich 2 Rollen
gegenseitig so ergibt dies eine Rollenäquivalenz.
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Abbildung 2.3: Rollendiagramm einer Variante des Composite Pattern durch das CROM
Beispiel
Die Darstellungen 2.2 und 2.3 zeigen, wie eine mögliche Variante des Composite Pattern durch
das CROM dargestellt wird. Dieses wurde gewählt, um den Vergleich mit dem Beispiel in der
Sektion 2.2 zu ermöglichen. In dem Gliederungspunkt 3.1.1 wird das Composite Pattern erneut
aufgegrien. Dort wird eine allgemeinere Darstellung des Entwurfsmusters mit generischen Klassen
angegeben.
In der Abbildung 2.2 sind die unterschiedlichen Klassenarten des CROM zu sehen. Die Klasse
CompositePattern stellt einen Compartment Type dar, während die Klasse Rectangle ein na-
türlicher Typ ist. Die Pfeile mit den nicht ausgemalten Köpfen zeigen an, dass die Klasse Graphic
die Oberklasse von Rectangle und Picture ist. Daneben gibt es noch die Pfeile mit gefüllten
Köpfen, welche eine lls-Relation symbolisieren. Hier bedeutet dies, dass die Klasse Rectangle
die Rollen Child und Node spielen kann. Es ist ersichtlich, dass den Klassen explizit Methoden
und Attribute zugeteilt werden können. Die Auistung der Rollen und Rollengruppen in der Klasse
CompositePattern ist eine Vorschau auf das Rollenmodell. Die darin aufgeführten Rollen stehen
mit dem der zuvor erwähnten Klasse in der participates-Relation.
In der Abbildung 2.3 ist das Rollendiagramm dargestellt. Zu sehen ist hier die Notation der Rollen
als Rechtecke mit abgerundeten Ecken, in welchen explizit Methoden und Attribute vermerkt werden
können. Über diesen sind die Occurrence Constraints angezeichnet. Ist diese Bedingung für eine
Rolle weggelassen, dann ist sie implizit mit den Werten 0 bis unendlich belegt. Diese Bedingung
wird auch bei der Rollengruppe specificNode eingezeichnet. Die Rollengruppe fasst im Beispiel die
Rollen Parent und Child zusammen. Zwischen dieser und der Rolle Node ist eine Rollenäquivalenz
zu erkennen. Dies ist die vereinfachte Notation, die zwei Rollenimplikationspfeile zwischen der Rolle
und der Rollengruppe ersetzt. Eine solche Rollenimplikation ist zwischen den Rollen Root und der
Rolle Parent modelliert. Zwischen der erstgenannten Rolle und Child wird eine Rollenprohibition
speziziert. Eine binäre Relation liegt zwischen den Rollen Parent und Child vor. Hier sieht man die
zwei verschiedenen Relationship Constraints. Die erste Bedingung wird durch die Multiplizitäten der
Relation beschrieben. Diese stehen ähnlich der UML-Notation an den Relationsenden. Als zweite
Bedingung ndet man hier die Angabe, dass die Relation irreexibel ist. Auÿerdem gilt es die
Relationenimplikation zwischen den use-Relationen useRoot und useNode zu beachten.
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Diskussion
In der Sektion 2.1 werden zwei grundlegende Vorteile von Rollenmodellen gegenüber Klassendia-
grammen erläutert. Bei der rollenbasierten Darstellung nach Riehle kommt lediglich ein Vorteil zum
tragen. Dies wird in der Sektion 2.2 erklärt. Durch die graphische Notation des CROM werden
beide erwähnten Vorteile ausgenutzt. Der Grund dafür ist, dass in den Rollenmodellen des CROM
explizit Methoden und Attribute der Rollen angegeben werden können. Damit wird ein gröÿerer
Teil der Verantwortlichkeiten der Rollen im Modell dokumentiert, wodurch das kollaborationsspe-
zische Verhalten der Klassen stärker voneinander separiert werden kann. Dies wird auch dadurch
unterstützt, dass in den Klassenmodellen des CROM keine Assoziationen vorgesehen sind. Diese
stellen Kollaborationen dar und werden deswegen in dem Rollendiagramm erfasst. Weiterhin bleibt
erhalten, dass das Rollenmodell mehrere Klassenstrukturen in einem Diagramm bündelt. Will man
diese Struktur aber trotzdem genau spezizieren und einschränken, so ist über das Klassenmodell
möglich. Diese Einschränkung war in der Darstellung der Gang of Four nicht zu vermeiden, wäh-
rend man diese durch das Rollenmodell von Riehle nicht machen konnte. In der Darstellung der
Entwurfsmuster durch das CROM ist diese optional einzusetzen.
Weiterhin wird ermöglicht viele Bedingungen, die in den zwei vorherig besprochenen Darstellungen
textuell dokumentiert werden, graphisch in einem Modell zu zeigen. Dazu zählen unter anderem die
Bedingungen, die Relationen betreen. Diese können durch die Relationship Constraints vom CROM
in die graphische Beschreibung eines Entwurfsmuster mit eingebracht werden. Auÿerdem werden
durch das CROM alle Composition Constraints in dem Rollenmodell dargestellt. Durch Riehle wurde
dies noch über eine Matrix gelöst, was die Übersichtlichkeit der Darstellung durch Dirk Riehle senkt.
Weiterhin erleichtert die Verwendung des CROM die Codeerzeugung aus Modellen. Im Gegensatz
zur Rollendarstellung von Riehle kann man in der Darstellung durch das CROM mehr Informationen
im Modell auühren, wodurch mehr Code automatisiert erzeugt werden kann. Durch das formal
denierte Metamodell kann man auÿerdem mit einem Model Checker Implementierungen darauf
automatisiert prüfen, ob diese zu einem vorher aufgestellten Modell konform sind.
Die Darstellung von Beispielen wird durch die hier vorgestellte graphische Notation unterstützt.
Die Beschreibung der Instanzebene ermöglicht das Aufzeigen einer beispielhaften Laufzeitumgebung
des Entwurfsmusters. Diese wird von der Instanziierung der einzelnen Klassen und den Rollen, die
diese spielen sowie deren Relationen bestimmt. Die Objektebene ist für diese Arbeit aber nicht
weiter relevant.
Als rein graphische Beschreibung zielt die Verwendung des CROM im Rahmen dieser Arbeit darauf
ab, dass die Bedingungen der Entwurfsmuster verständlich und schnell erfassbar sind. Allerdings
folgt aus der rein graphischen Darstellung auch, dass bestimmte Sachverhalte von Entwurfsmustern
nicht dokumentiert werden können. Solche Aspekte haben die Eigenschaft, dass es nicht möglich
ist, sie sinnvoll graphisch darzustellen. Während solche auch von Riehle nur selten dokumentiert
werden, erfasst die Beschreibung der Gang of Four diese umfassend. Eine wichtige Rolle spielt die
Information, in welchen Situationen ein Entwurfsmuster eingesetzt werden sollte. Diese wird in den
Darstellungen nach Riehle und der Gang of Four textuell beschrieben. Durch die Einschränkung auf
graphische Elemente kann dies nicht im CROM dargelegt werden. Dies ist ein groÿer Nachteil, da
diese Information die Grundlage für die richtige Benutzung eines Entwurfsmusters bildet. Durch das
Erweitern der Modelle zu einem Entwurfsmusterkatalog kann dieser Nachteil überwunden werden.
Ein weiterer Nachteil gegenüber der Darstellung durch die Gang of Four ist, dass das Verhalten
von bestimmten Methoden nicht näher im Rollen- oder Klassendiagramm speziziert werden kann.
Dies realisiert die Gang of Four über die Verwendung von Pseudocode. Dies erleichtert das Ver-
ständnis für das Verhalten der Klassen und stellt eine Visualisierung von Informationen dar, welche
ohne diese Möglichkeit nur textuell beschrieben werden könnten.
Die Darstellungsart von Entwurfsmustern durch das CROM hat viele Vorteile gegenüber den an-
deren beiden hier betrachteten Beschreibungsarten. Die in dieser Arbeit verfolgte Zielstellung, mög-
lichst viele Merkmale der Entwurfsmuster graphisch zu dokumentieren, wird durch die vielfältigen
visuellen Darstellungsmöglichkeiten der Bedingungen von Entwurfsmustern im CROM unterstützt.
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Auch die Vorteile einer rollenbasierten Darstellung der Struktur kommen der Zielstellung zugute.
Weiterhin werden einige Vorteile aus den Entwurfsmusterkatalogen von Riehle und der Gang of
Four in einer Darstellungsart vereint. Durch das graphische Aufzeigen der Bedingungen wird au-
ÿerdem das Verständnis für das Entwurfsmuster erhöht. Das ist ein weiterer Teil der Zielstellung,
der positive Eekte auf die Entwicklung von Software haben kann. Dazu gehört, dass die Kom-
munikation zwischen Entwicklern vereinfacht wird. Je genauer und verständlicher Entwurfsmuster
dargestellt werden, um so wahrscheinlicher ist es, dass mehrere Entwickler von diesem die gleiche
Vorstellung haben. Das ermöglicht es, dass die Entwickler Namen von Entwurfsmustern als fes-
te Begrie für Entwurfsentscheidungen eektiv benutzen können. Weitere Eekte, die durch eine
solche verbesserte Darstellung der Entwurfsmuster folgen können, werden im Kapitel 1 erwähnt.
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3 Aktualisierung der
Entwurfsmuster
In diesem Kapitel werden 9 Entwurfsmuster mit Hilfe des CROM dargestellt. Dies ist für jedes
Entwurfsmuster in zwei Sektionen unterteilt. In der Sektion Dokumentation werden die graphi-
schen Modelle vorgestellt und deren Entwurfsentscheidungen erläutert. In der Sektion Evaluation
werden die Merkmale, die in den Entwurfsmusterkatalogen der Gang of Four und von Dirk Riehle
zu den Entwurfsmustern zu nden sind, aufgelistet. Auÿerdem wird erklärt welche Merkmale durch
die graphische Notation des CROM dargestellt werden können. Vor diesen beiden Sektionen wird
auÿerdem kurz die Motivation beziehungsweise die Intention des Entwurfsmusters vorgestellt.
Folgend deuten kursiv gedruckte Worte auf Elemente aus den 2 zuvor betrachteten Darstellungen,
zum Beispiel dort verwendete Klassenbezeichnungen, Bestandteile aus der Darstellung der Gang of
Four und Rollenbezeichnungen von Dirk Riehle hin. Worte in einer TrueType-Schriftart dagegen
verweisen auf Elemente aus der Darstellung mit dem CROM.
Die Auistungen der Merkmale in den Evaluations-Sektionen der Entwurfsmuster beschreiben
alle gefundenen Merkmale textuell. Diese Listen könnten für die Erweiterung der hier vorgestellten
Modelle zu einem Entwurfsmusterkatalog benutzt werden. Da der Fokus dieser Arbeit jedoch auf
der graphischen Notation des CROM liegt, wird diese textuelle Auührung der Merkmale bei der
Evaluation nicht der Darstellung mit dem CROM zugerechnet. Würde dies gemacht, wäre in den
Evaluationen vorzunden, dass das die Darstellung mit dem CROM alle gefunden Merkmale textuell
erfassen kann.
Ähnlich den betrachteten Entwurfsmusterkatalogen werden in diesem Kapitel die Entwurfsmuster
nach ihrem Zweck klassiziert. Dabei werden Entwurfsmuster der Struktur, zur Kontextadaption
und zur Zustandsverwaltung, sowie verhaltensorientierte Entwurfsmuster unterschieden. Diese Ein-
teilung folgt der Klassizierung der Entwurfsmuster nach Dirk Riehle. Bei den Entwurfsmustern,
die Riehle nicht genau anhand ihres Zweckes klassiziert hat, folgt die Einteilung der, welche die
Gang of Four getroen hat.
3.1 Strukturelle Entwurfsmuster
3.1.1 Composite Pattern
Das Composite Pattern erlaubt die Organisation von Objekten in einer Baumstruktur. Die Objekte
verschiedener Klassen bilden die Blatt- und Gruppierungsknoten des Baumes. Klienten müssen nicht
den genauen Typen eines Knotens kennen, um auf diesen zuzugreifen. Deshalb können die Klienten
die Knoten uniform behandeln.
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Abbildung 3.1: Klassenmodell des Composite Pattern
Dokumentation
Die Abbildung 3.1 zeigt das Klassenmodell des Composite Pattern in der CROM-Darstellung. Die
Klasse GenericComponent steht stellvertretend für Klassen, welche einen Knoten in der Baumstruk-
tur darstellen. So werden die Klassen Component, Composite und Leaf aus der Beschreibung der
Gang of Four zusammengefasst. Deren unterschiedlichen Eigenschaften werden in der Darstellung
mit dem CROM durch die Rollen, die die Klasse GenericComponent spielen kann, erfasst. Dabei
kann eine Klasse mit den gleichen Eigenschaften wie die Klasse Composite der Gang of Four einen
Wurzel-, Eltern- und Kindknoten spielen. Eine Leaf -ähnliche Klasse dagegen kann nur die Rolle
Child übernehmen. Aus dem Spielen aller dieser Rollen ergibt sich auch, dass die Rolle Node erfüllt
wird.
Objekte der Klasse GenericClient können die Klientenrollen NodeClient und RootClient
spielen. Sie greifen also auf Knoten und im speziellen Fall, dass sie die zweitgenannte Rolle überneh-
men, auf den Wurzelknoten zu. Die Klasse CompositePattern ermöglicht es das Entwurfsmuster
zu instanziieren und beinhaltet das im folgenden beschriebene Rollenmodell.
Dieses ist in der Abbildung 3.2 dargestellt. Die Rollen sind vorrangig an die von Dirk Riehle
angelehnt. In den hier vorgestellten Rollenmodell werden diese aber um Methoden und Attribute
erweitert. Die Attribute werden dabei über Relationen eingezeichnet. Die Baumstruktur des Com-
posite Pattern besteht aus 4 Rollen: Node, Parent, Child und Root. Die Rolle Node stellt als
allgemeine Rolle von Knoten im Baum eine Standartimplementierung für Methoden der Kindknoten-
verwaltung zur Verfügung. Auch für die Methoden der Kindknoten, hier als operation bezeichnet,
wird hier eine Standartimplementation festgelegt. Diese Kindmethoden stellen dabei den Algorith-
musanteil des Entwurfsmusters dar. Methoden, um Kinder hinzuzufügen und zu löschen, werden
zum Verwaltungsanteil gezählt.
Die Parent-Rolle wird von einer Klasse gespielt, die einen Gruppierungsknoten darstellt. Des-
halb ndet man im Rollenmodell die Relation Parent-Child. Teil dieser ist, dass die Rolle seine
Kindknoten in einer geordneten Liste speichert. Diese ist geordnet, da die Reihenfolge wie die Kind-
knoten gespeichert werden, wichtig sein kann. Dass die Liste geordnet ist, kann im Modell nicht
dargestellt werden, da an einer Relation keine Typenangabe für Attribute der Relation möglich ist.
Des Weiteren werden in dieser Rolle die Methoden der Kindknotenverwaltung aus der Rolle Node
überschrieben. Gleiches geschieht mit der Methode operation, welche in der überschriebenen
Version meist die gleichnamige Methode in seinen Kindknoten aufruft.
Diese Kindknoten werden durch die Rolle Child repräsentiert. In dieser wird operation ebenfalls
überschrieben, sodass die Primitive der Baumstruktur ihre eigenen Algorithmen besitzen können.
Soll der Elternknoten explizit gespeichert werden, so ist dies Teil der Parent-Child-Relation. Die
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Abbildung 3.2: Rollenmodell des Composite Pattern
letzte Rolle der Baumstruktur ist Root. Diese stellt die Wurzel und somit einen Zugrispunkt auf
die Baumstruktur da.
Jede Baumstruktur besteht aus mindestens einem Knoten, welcher in dem Fall des Baumes mit
einem Knoten die Rollen Node, Parent und Root spielt. Auÿerdem hat ein Baum nur eine Wurzel.
Daher sind bei diesen Rollen als Occurrence Constraints jeweils 1 bis unendlich beziehungsweise
genau 1 angegeben. Daraus folgt auch, dass 1 bis unendlich bei der Rollengruppe specificNode
angegeben werden muss, um zu gewährleisten, dass mindestens ein Elternknoten im Baum vorhan-
den ist. Bei dem einelementigen Baum gibt es keine Kindknoten, weswegen keine Klasse die Rolle
Child spielt. Somit beträgt das Occurrence Constraint bei dieser Rolle 0 bis unendlich.
Die Rollen Child, Parent und Root sind Verfeinerungen der allgemeinen Knotenrolle. Die Rol-
len Parent und Child implizieren durch die Rollenäquivalenz der Rollengruppe specificNode,
welche die zuvor genannten Rollen enthält, die Node-Rolle. Die Rollenäquivalenz in Zusammenar-
beit mit dem Role Group Constraint OR der Gruppe specificNode sorgt dafür, dass keine Klasse
nur die Rolle Node spielen kann. Diese muss auch immer eine oder beide Rollen aus der Rol-
lengruppe übernehmen. Des Weiteren erfüllt eine Klasse, die Root spielt, auch immer die Rolle
Parent. Gleichzeitig ist dieser Klasse verboten Child zu spielen, da die Wurzel eines Baumes kein
Kindknoten sein kann. Sie agiert aber immer als potenzieller Elternknoten.
Es gibt 2 Arten von Klienten im Composite Pattern. Sie werden durch 2 Rollen separiert beschrie-
ben. Beide Rollen können von der gleichen Klasse gespielt werden. Die Klientenrollen besitzen eine
Methode, die die Funktion operation in den Rollen Child und Parent aufruft. Da es nicht zu
jeder Baumstruktur immer nutzende Klienten geben muss, haben beide als Occurrence Constraints
0 bis unendlich angegeben.
Die erste Art wird durch die Rolle NodeClient vertreten. Diese Klienten greifen über die Rela-
tion useNode auf die Rolle der allgemeinen Knoten zu. Dabei wird auf dem Knoten die Methode
operation aufgerufen. Ein Klient greift immer mindestens auf einen Knoten zu, aber nicht jeder
Knoten im Baum muss von einem Klienten benutzt werden. Das gleiche vollzieht die zweite Rolle
RootClient spezialisiert auf die Root-Rolle. Auÿerdem impliziert das Spielen dieser Rolle auch,
dass die Klasse NodeClient übernimmt. Aus diesen 2 Erkenntnissen folgt die Relationenimplikati-
on zwischen useNode und useRoot.
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Welche Klasse welche Rollen spielen darf ist in Abbildung 3.1 zu sehen. Die Klasse Generic-
Component spielt die Rollen der Knoten in der Baumstruktur. Die Klasse GenericClient kann
die Rollen RootClient und NodeClient spielen. Durch die Rollenimplikation von RootClient
zu NodeClient kommt es dazu, dass eine Klientenklasse entweder nur NodeClient oder beide
Rollen spielt. Dies ist sinnvoll, da RootClient so wurzelspezische Methoden aus NodeClient
überschreiben oder hinzufügen kann, während andere Methoden durch die Rollenimplikation über-
nommen werden.
Evaluation
Die folgenden Merkmale werden durch die Gang of Four dokumentiert.
1. Das Entwurfsmuster erzeugt eine Baumstruktur mit Blatt- und Gruppierungskno-
ten. Dieses Merkmal ist in den Bestandteilen Intention und Anwendbarkeit textuell sowie in
Struktur graphisch zu nden. Auÿerdem wird dieses Merkmal durch Riehle textuell erwähnt.
2. Klienten behandeln alle Knoten in der Baumstruktur gleich. Aufrufe werden nicht
an spezielle Knoten angepasst. Dieses Merkmal wird in den Teilen Intention und Anwend-
barkeit textuell beschrieben.
3. Es gibt folgende Klassen im Entwurfsmuster: Client, Leaf, Component und Compo-
site. Dieses Merkmal wird durch die Bestandteile Struktur graphisch und Teilnehmer textuell
beschrieben.
Die folgenden Merkmale werden graphisch in dem Bestandteil Struktur dokumentiert.
4. Die Klasse Component ist abstrakt.
5. Die Klasse Component liefert das Interface für Methoden, die von allen Blatt- und
Gruppierungsknoten geteilt werden. Dies wird zusätzlich textuell in dem Bestandteil Teil-
nehmer dokumentiert.
6. Die Klasse Component liefert eine Standartimplementation für Methoden, die von
allen Blatt- und Gruppierungsknoten geteilt werden. Dies wird auch in Teilnehmer
textuell dokumentiert.
7. Gruppierungsknoten rufen in Methoden des Algorithmusanteils die gleichnamigen
Methoden in ihren Kindknoten auf. Dieses Merkmal wird auch im Teil Beispielcode dar-
gestellt.
8. Die Klassen Leaf und Composite erben von der Klasse Component.
9. Die Klasse Composite besitzt eine Aggregation zur Klasse Component, um seine
Kindknoten zu speichern.
Die folgenden Merkmale beschreibt die Gang of Four textuell in dem Bestandteil Teilnehmer.
10. Die Klasse Leaf hat keine Kindknoten.
11. Die Klasse Leaf implementiert das Verhalten der Methoden des Algorithmusanteils
durch Überschreiben der Standartimplementation aus Component.
12. Die Klasse Composite speichert seine Kindknoten.
13. Die Klasse Composite implementiert das Verhalten von Methoden zur Kindkno-
tenverwaltung durch Überschreiben der Standartimplementation aus Component.
Dieses Merkmal wird ebenfalls im Teil Intention textuell erfasst.
14. Die Klasse Composite implementiert das Verhalten der Methoden des Algorithmus-
anteils durch Überschreiben der Standartimplementation aus Component.
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Die folgenden Merkmale werden in textueller Form im Bestandteil Kollaborationen beschrieben.
15. Klienten interagieren mit den allgemeinen Knoten, nicht mit dem konkreten Kno-
tentypen.
16. Composite interagiert mit Kindknoten vom Typ Composite.
17. Composite interagiert mit Kindknoten vom Typ Leaf.
Die folgenden Merkmale werden durch den Bestandteil Konsequenzen textuell dokumentiert.
18. Das Entwurfsmuster ermöglicht einen einfachen Klienten, da dieser auf das Interface
von Component zugreifen kann.
19. Das Entwurfsmuster vereinfacht das Hinzufügen von Knotentypen, da nur diese nur
das Interface von Component erfüllen müssen.
20. Eine Überprüfung, ob ein bestimmter Kindknoten zu einem Gruppierungsknoten
hinzugefügt werden kann, muss zur Laufzeit gemacht werden. Dies ist nicht mehr
durch Typenabfragen kontrollierbar.
Die folgenden Merkmale werden in dem Bestandteil Implementation textuell beschrieben.
21. Wenn der Elternknoten explizit gespeichert werden soll, muss die Invariante gelten,
dass der Elternknoten auch den referenzierenden Knoten als Kind verzeichnet hat.
22. Die Anzahl der Methoden in der Klasse Component sollte maximiert werden, da so
der Zugri auf Knoten im Baum möglichst allgemein erfolgen kann.
23. Das Speichern von Kindknoten kann in beliebigen Strukturen erfolgen. Dies hängt
von der Anzahl der Kindknoten ab.
24. Die Reihenfolge, in der Kindknoten gespeichert werden, kann wichtig sein.
25. Beim Caching von Daten im Elternknoten, die Kindknoten betreen, ist der Cache-
Eintrag bei Veränderungen im Kindknoten zu invalidieren.
26. Falls ein Gruppierungsknoten entfernt werden soll, löscht dieser vorher rekursiv alle
seine Kindknoten.
Die folgenden Merkmale werden durch Dirk Riehle, falls nicht anders angegeben, rein textuell
dokumentiert.
27. Es gibt folgende Rollen im Entwurfsmuster: Parent, Child, Node, Root, NodeClient
und RootClient. Dieses Merkmal wird zusätzlich graphisch wiedergegeben.
28. Die Rolle Root stellt einen Zugrispunkt für den Baum dar.
29. Die Rolle Node deniert alle durch Klienten aufrufbaren Methoden auf Knoten des
Baumes.
30. Die Rolle Node entspricht teilweise der Klasse Component der Gang of Four.
31. Die Rolle Parent verwaltet seine Kindknoten.
32. Die Rollen Parent und Child entsprechen teilweise den Klassen Component und
Composite der Gang of Four.
33. Die Rollen Parent und Child implizieren die Rolle Node. Dieses Merkmal wird auch
graphisch dokumentiert.
34. Die Rolle Root impliziert die Rolle Parent und verbietet die Rolle Child. Dies wird
zusätzlich graphisch dargestellt.
35. Die Composition Constraints der Role Relationship Matrix [Rie09, S. 36] gelten.
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Abbildung 3.3: Aufbereitung der 35 Merkmale des Composite Pattern in den drei verschiedenen
Darstellungen
Die Merkmale 1. bis 5., 8. und 9. können durch das CROM graphisch dargestellt werden. Für das
Merkmal 3. gibt es die Klasse GenericComponent, welche die Klassen Leaf und Composite stell-
vertritt. Die Funktion der Klasse Component übernimmt die Rolle Node. Durch die Rollenäquivalenz
zwischen dieser Rolle und der Rollengruppe specificNode werden auch die Merkmal 4., 5. und
8. erfasst. Die Merkmale 6. und 7. können nicht durch das CROM dargestellt werden, da es keine
Möglichkeit zur Angabe der Implementation einer Methode gibt. Das Merkmal 9. wird durch die
Relation Parent-Child beschrieben.
Weiterhin werden die Merkmale 10. bis 17. durch das CROM erfasst. Die Kollaborationen der
Merkmale 15. bis 17. werden durch die Relationen zwischen den Rollen umgesetzt. Die Merkmale
11. und 13. werden durch die explizite Angabe von Methoden in den Rollen erfasst. Die Merkmale
21. bis 26. können nicht graphisch dargestellt werden. Aus der Beschreibung von Dirk Riehle ist
lediglich das Merkmal 28. nicht visuell dokumentierbar.
Im Diagramm 3.3 werden die Merkmale ausgewertet und graphisch aufbereitet. Es ist zu sehen,
dass ein Groÿteil der Merkmale des Composite Pattern durch die Gang of Four textuell beschrie-
ben werden. Bei manchen Merkmalen wird zusätzlich die graphische Darstellung oder Beispielcode
benutzt. Auch Riehle benutzt in seiner Darstellung oft das Zusammenspiel von textueller und gra-
phischer Dokumentation. Allerdings bleiben in beiden Beschreibungen Merkmale, die rein textuell
dargelegt werden. Von den 35 gefundenen Merkmalen können durch das CROM 21 graphisch dar-
gestellt werden. Zu den 14 Merkmalen, die nicht erfasst werden können, zählen unter anderem
bestimmte Konsequenzen und die Intention, welche wegen ihrer Natur nur textuell erläutert werden
kann.
3.1.2 Bridge Pattern
Das Bridge Pattern ermöglicht die Trennung der Abstraktion einer Klasse von ihrer Implementa-
tion. Deshalb kann die Implementation zur Laufzeit geändert werden. Das Entwurfsmuster erlaubt
auch, dass die Abstraktion und die Implementation unabhängig voneinander variiert und entwickelt
werden können.
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Abbildung 3.4: Klassenmodell des Bridge Pattern
Dokumentation
Die Darstellung des Bridge Pattern durch das CROM enthält drei Klassen. Dies in der Abbil-
dung 3.4 ersichtlich. Der Compartment Type Bridge Pattern ermöglicht eine Instanziierung des
Entwurfsmusters. Die zweite Klasse GenericComponent stellt Objekte dar, bei welchen die Abs-
traktion und die Implementation voneinander separiert werden sollen. Weiterhin kann diese Klasse
auch einen Klienten darstellen, welcher auf ein solches Objekt zugreift. Die Implementationsrollen
werden durch die Klasse GenericImplementation übernommen.
Das Rollenmodell des Entwurfsmusters ist in der Abbildung 3.5 zu sehen. Die Rollen des Ent-
wurfsmusters können in drei Gruppen eingeteilt werden. Die erste ist die der Abstraktionsrollen.
Diese enthält die Rolle Abstraction und die verfeinerten Abstraktionsrollen. Diese sind in der
Rollengruppe RefinedAbstractions zusammengefasst. Sie sind äquivalent zu der Unterklasse
RenedAbstraction aus der Darstellung der Gang of Four zu verstehen und dienen der Verfeinerung
der Rolle Abstraction. Diese bietet ein Interface für die Implementationsrollen. Deswegen ndet man
in allen Abstraktionsrollen die Methode operation. Diese steht stellvertretend für die Methoden,
deren Implementation von der Abstraktion der Klasse getrennt werden sollen. In den verfeinerten
Abstraktionsrollen wird das Interface dieser Methoden weiter spezialisiert. Die Rolle Abstraction
besitzt weiterhin eine Methode, um seine Implementation zur Zeit der Erzeugung oder auch danach
zu ändern. Diese kann auch von Auÿen aufgerufen werden. Dies ermöglicht es zum Beispiel, dass
die Entscheidung über die Implementation zum Zeitpunkt der Erzeugung einer Abstraktion an ein
anderes Objekt delegiert werden kann. Falls diese Entscheidung durch eine Standartimplementation
gelöst wird, wird der Wert des Attributes defaultImplementation als Eingabeparameter für diese
Methode genutzt.
Die zweite Gruppe bilden die Implementationsrollen. Diese dienen der Implementation, der durch
die Abstraktionsrollen gegebenen Interfaces. Zu dieser Gruppe gehören die Rolle Implementation
und die konkreten Implementationsrollen. Diese Rollen sind äquivalent zur gleichartigen Struktur
der ersten Gruppe eine rollenbasierte Repräsentation der Vererbungsstruktur, die die Gang of Four
nutzt. Statt die Vererbungsstruktur also durch mehrere Klassen darzustellen, wird die Verfeinerung
in diesem Modell durch die Rollen, die Rollengruppe und die dazugehörige Rollenäquivalenz erfasst.
Die Methode operationImp dieser Rollen steht stellvertretend für die Implementation der Me-
thode operation aus den Abstraktionsrollen. Diese wird in den konkreten Implementationsrollen
verfeinert. Als drittes gibt es die Rolle des Klienten. Diese greift auf eine Abstraktion zu und besitzt
dafür die Methode callOperation.
In einer sinnvollen Instanziierung dieses Entwurfsmusters gibt es mindestens eine Klasse, welche
die Rolle Abstraction und genau eine verfeinerte Abstraktionsrolle spielt. Zeitgleich gibt es auch
mindestens eine Klasse, die die Implementationsrollen erfüllt. Dabei wird die Rolle Implementation
und eine Rolle der konkreten Implementationen gespielt. Es muss nicht immer einen Klienten im
Entwurfsmuster geben. Aus diesen Angaben lassen sich die Occurrence Constraints ableiten.
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Abbildung 3.5: Rollenmodell des Bridge Pattern
Im Modell sind 2 Rollenäquivalenzen zu nden. Die erste drückt aus, dass eine Klasse, welche
die Rolle Abstraction spielt, ebenfalls die Rollengruppe RefinedAbstractions spielen muss und
umgekehrt. Zusammen mit dem Role Group Constraint der Rollengruppe ergibt die Äquivalenz,
dass eine Komponente neben der allgemeinen Abstraktionsrolle auch genau eine verfeinerte Abs-
traktionsrolle übernehmen muss. Das gleiche passiert zwischen den Rollen Implementation und
den konkreten Implementationsrollen. Hier spielt ein Objekt der Klasse GenericImplementation
die Rolle der allgemeinen Implementation und genau eine konkrete Implementationsrolle.
Relationen gibt es im Rollenmodell zwischen Client und Abstraction sowie der zweitgenann-
ten Rolle und Implementation. Die Relation useAbstraction beschreibt, wie der Klient auf die
Abstraktion einer Komponente zugreift. Die zweite Relation hasImplementation ist eine Aggre-
gation und erfasst, dass die Instanzen der Rolle Abstraction genau eine Instanz der abstrakten
Implementationsrolle besitzt. Auÿerdem beschreibt sie, dass die Abstraktion den Methodenaufruf
des Klienten von operation an die Klasse, welche die Implementationsrolle spielt, weiter delegiert.
Sie ruft dazu die Methode operationImp auf. Diese führt dann diese Anfrage auf ihrer konkreten
Implementationsrolle aus.
Evaluation
Die folgenden Merkmale sind in der Darstellung durch die Gang of Four zu nden. Sie werden,
sofern nicht anders angegeben, textuell in dem Bestandteil Anwendbarkeit beschrieben.
1. Das Entwurfsmuster separiert die Abstraktion einer Klasse von seiner Implementa-
tion. Die Implementation einer Klasse kann zur Laufzeit gewechselt werden. Dieses
Merkmal wird zusätzlich in dem Bestandteilen Intention und Konsequenzen textuell doku-
mentiert.
2. Die Abstraktion, als auch die Implementation können durch eine Vererbungsstruktur
verfeinert werden.
3. Änderungen in der Implementation haben keinen Einuss auf den Code der Klienten.
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4. Das Entwurfsmuster ermöglicht die Einteilung einer Klasse in zwei Aspekte, was
durch die zwei Vererbungsstrukturen realisiert wird.
5. Eine bestimmte Implementation kann durch das Entwurfsmuster von mehreren Ob-
jekten geteilt werden. Dieses Merkmal wird ebenfalls textuell und mit Beispielcode in dem
Bestandteil Implementation beschrieben.
Die folgenden Merkmale werden graphisch im Teil Struktur und textuell in Teilnehmer dokumen-
tiert.
6. An dem Entwurfsmuster nehmen folgende Klassen teil: Abstraction, Implementor,
die konkreten Implementationsklassen und die verfeinerten Abstraktionsklassen.
7. Es gibt 2 Vererbungsstrukturen. Eine verfeinert die Klasse Abstraction, während die
andere Implementor spezialisiert. Diese können unabhängig von einander erweitert
werden. Dieses Merkmal wird zusätzlich textuell in den Teil Konsequenzen beschrieben.
8. Die Klasse Abstraction ist abstrakt.
9. Die Klasse Abstraction liefert das Interface für die Implementationsklassen.
10. Die Klasse Abstraction besitzt ein Objekt der Implementationsklassen.
11. Die Klasse Implementor ist abstrakt.
12. Die Klasse Implementor liefert das Interface für die konkreten Implementationsklas-
sen.
13. Das Interface der Abstraktionsklassen kann komplexer sein als das der Implementa-
tionsklassen. Dieses Merkmal wird nur textuell in dem Bestandteil Teilnehmer beschrieben.
14. Die konkreten Implementationsklassen implementieren die Methoden der Klasse Im-
plementor.
Die folgenden Merkmale werden im Teil Struktur graphisch dargestellt.
15. Ein Klient agiert mit der Klasse Abstraction.
16. Bei einem Methodenaufruf in der Abstraktionsklasse delegiert diese den Aufruf auf
die Implementation. Dieses Merkmal wird ebenfalls textuell in dem Bestandteil Kollabora-
tionen erwähnt.
Die folgenden Merkmale werden in dem Bestandteil Konsequenzen textuell beschrieben
17. Die Trennung der Abstraktion von der Implementation spart Kompilierungszeit, da
die Implementations- und die Abstraktionsklassen unabhängig voneinander kompi-
liert werden.
18. Die Trennung der Abstraktion von der Implementation kann für eine bessere Struk-
turierung des Systemes genutzt werden. Auf den höchsten Architekturlevel müssen
nur die Abstraktion und die abstrakte Implementationsklasse bekannt sein.
19. Die Trennung der Abstraktion von der Implementation kann genutzt werden, um
Implementationsdetails wie Referenzzähler zu verbergen.
Die folgenden Merkmale werden in dem Bestandteil Implementation textuell beschrieben.
20. Das Entwurfsmuster kann auch bei nur einer Implementation immer noch zur Tren-
nung der Abstraktion von seiner Implementation genutzt werden.
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21. Die Entscheidung, welche konkrete Implementationsklasse instanziiert wird, kann
über verschiedene Wege realisiert werden.
a) Eine Abstraktionsklasse, die alle Implementationsklassen kennt, wählt die richtige aus.
Die Entscheidung kann von den gegebenen Parametern seines Konstruktors abhängig
sein.
b) Die Abstraktionsklasse instanziiert standardmäÿig eine Implementationsklasse. Diese
wird dann zur Laufzeit bei bestimmten Events gewechselt.
c) Die Entscheidung wird an ein anderes Objekt delegiert, welches die Implementations-
klassen kennt. Diese Variante wird im Teil Beispielcode gezeigt.
Die Merkmale 7., 9., 10. und 16. werden neben ihren bisher genannten Erscheinen auch gesondert
im Teil Beispielcode erläutert. Die Merkmale 1., 9., 13. und 21. werden zusätzlich textuell durch
Dirk Riehle beschrieben.
Die folgenden Merkmale sind in der Darstellung des Entwurfsmusters nach Dirk Riehle zu nden.
Falls nicht anders angegeben, werden diese nur graphisch dargestellt.
22. An dem Entwurfsmuster nehmen folgende Rollen teil: Client, Abstraction und Im-
plementor.
23. Der Klient agiert nicht mit den Implementationsrollen, sondern mit der Rolle Abs-
traction. Dieses Merkmal wird ebenfalls textuell beschrieben.
24. Die Rolle Abstraction besitzt eine Aggregation zur Rolle Implementor.
25. Die Composition Constraints aus der Role Relationship Matrix [Rie09, S. 34] gelten.
Die Merkmale 1. bis 15. und 21. können durch das CROM graphisch erfasst werden. Dabei ist
grundsätzlich zu beachten, dass die Verantwortlichkeiten, der im Merkmal 6. erwähnten Klassen,
durch die entsprechenden Rollen modelliert werden. Ebenso werden die Vererbungsstrukturen aus
den Merkmalen 2., 4. und 7. durch eine Lösung auf Rollenebene realisiert. Die Merkmale 8. und
11. werden dadurch im CROM dargestellt, dass eine Klasse in keinen Fall nur die Rolle der Abs-
traktion beziehungsweise der Implementation spielen kann, ohne auch eine Rolle der verfeinerten
Abstraktionen oder der konkreten Implementationen zu erfüllen. Aspekte der Merkmale 5. und 13.
werden durch die hier vorgestellte Darstellung des Entwurfsmusters nicht limitiert. Die Merkmale
9., 10., 12. und 15. werden durch das CROM mit den Relationen und Methoden der Rollen erfasst.
Die Merkmale 1. und 21. werden durch das Attribut defaultImplementation und die Me-
thode setImplementation dokumentiert. Dadurch kann sowohl zur Erzeugung einer Instanz der
Rolle Abstraction als auch danach die genutzte Implementation geändert werden. Die Methode
setImplementation kann dabei auch von einem anderem Objekt aufgerufen werden, was den
Fall c) des Merkmales 21. darstellt. Die Merkmale 16. bis 20. können nicht durch das CROM
graphisch dargestellt werden.
Von den Merkmalen, welche nur Riehle darstellt, wird lediglich das Merkmal 25. nicht erfasst.
Dies geschieht absichtlich, da es so möglich ist mit einer Komponente im Entwurfsmuster auf eine
andere zuzugreifen. In der Darstellung mit dem CROM kann es so eine Klasse geben, welche nur
eine Komponente oder nur ein Klient ist. Aber zusätzlich ist es für sie auch möglich, dass sie
beide Rollen spielt. Durch Riehle wird dies ohne Angabe von Gründen über eine Rollenprohibition
verboten.
Im Diagramm 3.6 sieht man, dass durch das CROM 19 der insgesamt 25 Merkmale des Ent-
wurfsmusters graphisch dargestellt werden können. Die Merkmale, die nicht dokumentiert werden
können, lassen sich in den Bestandteilen Konsequenzen, Implementation und Kollaborationen n-
den. Die Gang of Four setzt bei ihrer Darstellung des Entwurfsmusters hauptsächlich auf eine
textuelle Beschreibung, wobei manche Merkmale zusätzlich durch graphische Elemente und Bei-
spielcode verdeutlicht werden. Riehle dagegen benutzt Text und Graphiken im gleichen Maÿe.
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Abbildung 3.6: Aufbereitung der 25 Merkmale des Bridge Pattern in den drei verschiedenen
Darstellungen
3.2 Entwurfsmuster zur Kontextadaption
3.2.1 Object Adapter Pattern
Durch das Object Adapter Pattern können die Interfaces von Klassen über ein Adapterobjekt
angepasst werden. Dadurch können Klassen mit inkompatiblen Interfaces miteinander interagieren,
was sonst nicht möglich wäre. In dieser Variante des Adapter Pattern können über ein Adapter-
objekt mehrere Klassen adaptiert werden.
Dokumentation
Die Abbildung 3.7 beschreibt das Klassenmodell des Object Adapter Pattern. Es enthält unter
anderem die Klasse GenericComponent. Diese entspricht der Klasse Target aus der Darstellung
der Gang of Four. Das heiÿt, dass Klienten auf Methoden dieser Klasse zugreifen können. Die
Implementierung dieser Funktionen wird über den Adapter, welcher in dieser Darstellung eine
Rolle ist, realisiert. Der Adapter ruft dafür Methoden der Klasse GenericAdaptee auf.
Diese Klasse kann die Rolle Adaptee spielen und steht hier stellvertretend für die bereits be-
stehenden Klassen, von welchen man Algorithmen nutzen. Die Algorithmen sind im Modell durch
die Methode specificOperation dargestellt. Zu den Klassen, welche durch GenericAdaptee
stellvertreten werden, zählen auch Unterklassen von Adaptees. Es können mehrere davon die Rolle
Adaptee in einer Instanziierung des Entwurfsmusters übernehmen, sodass der Adapter verschie-
dene Adaptees und deren Unterklassen nutzen kann. Die dritte Klasse ist der Compartment Type
ObjectAdapterPattern. Sie enthält Methoden, über die Klienten die Funktionen der Komponen-
ten im Entwurfsmuster aufrufen können.
Die Abbildung 3.8 zeigt das Rollenmodell. Dort ist die Rolle Adapter zu sehen. In ihr wird das
Interface festgelegt, auf das Klienten zugreifen können. Dieses enthält neben eigenständigen Me-
thoden auch solche, die Funktionen der Adaptee-Klassen aufrufen. Die vom Adaptee unabhängigen
Methoden werden im Modell durch newOperation repräsentiert. Die andere Art der Methoden
wird durch operation dargestellt. Die Rolle Adaptee ermöglicht durch die Relation useAdaptee,
dass ein Adapter die Methoden eines Adaptees aufrufen kann. Die Adaptee-Klasse spielt dafür die
gleichnamige Rolle.
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Abbildung 3.7: Klassenmodell des Object Adapter Pattern
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Abbildung 3.8: Rollenmodell des Object Adapter Pattern
In einer sinnvollen Instanziierung des Entwurfsmusters werden die Rollen Adapter und Adaptee
mindestens einmal gespielt. Daraus lassen sich die zwei Occurrence Constraints ableiten. Die Re-
lation useAdaptee stellt dar, dass ein Adapter Methoden aus seinem Adaptee aufruft. Dabei hat
jeder Adapter immer mindestens einen Adaptee. Es ist aber auch möglich, dass ein Adapter mehrere
Adaptees besitzt. Währenddessen muss nicht immer jeder Adaptee zu jeden Zeitpunkt von einen
Adapter benutzt werden.
Evaluation
Die folgenden Merkmale wurden durch die Gang of Four, sofern nicht anders angegeben, rein
textuell beschrieben.
1. Das Entwurfsmuster konvertiert ein Interface in ein anderes. Das Merkmal wird in dem
Teil Intention und Anwendbarkeit dokumentiert.
2. Das Entwurfsmuster ermöglicht es, dass 2 Klassen trotz eigentlich inkompatibler
Interfaces zusammenarbeiten. Dieses Merkmal wird in dem Teil Intention beschrieben.
3. Die Klasse Adapter kann zusätzliche Funktionalitäten implementieren, die die Klasse
Adaptee nicht besitzt. Das Merkmal wird im Bestandteil Motivation textuell und graphisch
erfasst.
4. Das Entwurfsmuster ermöglicht die Benutzung von Klassen in unvorhergesehen Fäl-
len, in denen die Interfaces von Klienten und Adaptees nicht kompatibel sein müssen.
Dieses Merkmal wird im Bestandteil Anwendbarkeit beschrieben.
5. Das Entwurfsmuster ermöglicht es, dass auch Unterklassen des Adaptees adaptiert
werden können. Dieses Merkmal wird in dem Teil Anwendbarkeit erwähnt.
Die folgenden Merkmale werden in dem Bestandteil Struktur graphisch dargestellt.
6. Das Entwurfsmuster enthält folgende Klassen: Client, Target, Adapter und Adaptee.
Dieses Merkmal wird zusätzlich im Bestandteil Teilnehmer textuell beschrieben.
7. Die Klasse Adapter erbt von der Klasse Target.
8. Die Klasse Adapter besitzt einen Zeiger zur Klasse Adaptee.
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9. Die Klasse Adapter delegiert Methodenaufrufe weiter an die Klasse Adaptee. Das
Merkmal wird ebenso textuell im Bestandteil Kollaborationen dokumentiert.
10. Die Klasse Client agiert mit der Klasse Target. Dieses Merkmal wird ebenfalls in den
Bestandteilen Teilnehmer und Kollaborationen textuell erfasst.
Die folgenden Merkmale werden im Bestandteil Teilnehmer textuell beschrieben.
11. Die Klasse Target deniert das Interface, auf das die Klienten zugreifen können.
12. Die Klasse Adaptee stellt bestimmte Algorithmen und das zu adaptierende Interface
zur Verfügung.
13. Die Klasse Adapter adaptiert das Interface vom Adaptee zu dem von Target.
Die folgenden Merkmale werden, sofern nicht anders angegeben, textuell in den Bestandteil Kon-
sequenzen erwähnt.
14. Mit dem Entwurfsmuster können mehrere Interfaces adaptiert werden.
15. Das Entwurfsmuster erschwert das Überschreiben des Verhaltens der Adaptees.
16. Ein Adapter kann sich auf das Übersetzen von Methodennamen und Parameterlisten
beschränken oder auch eigene Algorithmen implementieren.
17. Klassen, die eine eingebaute Interface-Adaption besitzen, können besser wiederver-
wendet werden.
18. Es gibt verschiedene Möglichkeiten eine eingebaute Interface-Adaption für eine Klas-
se zu realisieren. Dieses Merkmal wird nur im Teil Implementation textuell erläutert.
a) Die Klasse, in die die Interface-Adaption eingebaut werden soll, ist eine Oberklasse.
Die Unterklassen dieser implementieren die abstrakten Methoden der Oberklasse und
nutzen in dieser Implementation Methoden des Adaptees.
b) Die Klasse, in die die Interface-Adaption eingebaut werden soll, delegiert Methodenauf-
rufe an entsprechende andere Objekte, welche dann Methoden des Adaptees nutzen.
19. Es kann nötig sein, dass 2 Klassen jeweils gegenseitig zu einander adaptiert werden
müssen. Dabei sind dann beide Klassen jeweils einmal Adapter und einmal Adaptee.
Die Merkmale 1., 3., 5., 8., 9. und 16. werden neben ihren bereits erwähnten Auftreten auch im
Bestandteil Beispielcode explizit erläutert. Auÿerdem werden die Merkmale 1., 9., 10. und 13. durch
Riehle textuell beschrieben. Dabei werden die Merkmale 9. und 10. auch graphisch dargestellt.
Die folgenden Merkmale werden in der Beschreibung des Entwurfsmusters nach Dirk Riehle
graphisch dokumentiert.
20. Die folgenden Rollen nehmen am Entwurfsmuster teil: Client, Adapter und Adaptee.
21. Die Composition Constraints aus der Role Relationship Matrix [Rie09, S. 28] gelten.
Die Merkmale 1., 3., 5. und 12. bis 14. können durch das CROM graphisch dargestellt werden. Bei
den Merkmalen 1., 3., 12. und 13. geschieht dies durch die explizite Angabe von Methoden in der
Rolle Adapter und der Klasse GenericAdaptee. Die Merkmale 5. und 14. werden dadurch erfasst,
dass die Rolle Adaptee von mehreren Klassen im Entwurfmuster, darunter auch Unterklassen eines
Adaptees, erfüllt werden kann.
Weiterhin werden die Merkmale 6. bis 11. durch die Darstellung mit dem CROM dokumentiert.
Dabei ist zu beachten, dass die Funktionalitäten der Klasse Target durch die Klasse GenericComponent,
welche die Rolle Adapter spielt, übernommen werden. Dadurch wird das Merkmal 7. erfüllt. Die
Vererbung, die Gang of Four benutzt, führt zu gleichen Interfaces der Klassen Target und Adap-
ter. Wenn nun ein Objekt der Klasse GenericComponent die Rolle Adapter spielt, übernimmt sie
automatisch das Interface der gespielten Rolle. Der Klient wird in diesem Modell nicht gesondert
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Abbildung 3.9: Aufbereitung der 21 Merkmale des Object Adapter Pattern in den drei verschie-
denen Darstellungen
aufgeführt. Dafür werden seine Möglichkeiten in der Klasse ObjectAdapterPattern dargestellt.
Dadurch wird das Merkmal 10. erfasst. Die Verantwortlichkeiten der Klasse Adapter werden durch
die gleichnamige Rolle erfüllt. Die Merkmale 8. und 9. werden durch die Relation useAdaptee
dargestellt.
Die zwei Merkmale, die ausschlieÿlich durch Riehle beschrieben werden, können ebenfalls durch
das die hier vorgestellten Modelle mit dem CROM erfasst werden. Bezüglich des Merkmal 20.
ist zu bedenken, dass die Möglichkeiten der Klientenrolle über die Methoden des Compartment
Types dargestellt sind. Die Merkmale 2., 4. und 15. bis 19. können nicht durch die hier gewählte
Darstellung dokumentiert werden.
In dem Diagramm 3.9 ist zu sehen, dass mit dem CROM 14 der 21 Merkmale des Entwurfsmusters
graphisch dokumentiert werden. Zu den nicht erfassten Merkmalen gehören unter anderen die,
welche den Aspekt der eingebauten Interface-Adaption betreen. Dieser könnte lediglich in einem
eigenen Modell erfasst werden, welches nicht mehr dem Entwurfsmuster entsprechen würde, wie es
Riehle diskutiert. Die Gang of Four benutzt für ihre Beschreibung des Adapter Pattern meist eine
textuelle Beschreibung, welche teilweise durch Graphiken und Beispielcode unterstützt wird. Dirk
Riehle, der 6 Merkmale des Entwurfsmusters dokumentiert, realisiert dies zu gleichen Teilen über
graphische Elemente, Text oder einer Kombination aus beiden Formen.
3.2.2 Class Adapter Pattern
Das Class Adapter Pattern hat das gleiche Ziel wie das Object Adapter Pattern im Abschnitt
3.2.1. Jedoch wird dieses über einen anderen Lösungsansatz erreicht. Neben anderen Besonderheiten
dieser Variante des Adapter Pattern kann durch ein Adapterobjekt nur eine Klasse adaptiert
werden.
Dokumentation
Die Abbildung 3.10 zeigt das Klassenmodell des Adapter Pattern in der Class Adapter-Variante.
Es enthält neben dem Compartment Type ClassAdapterPattern auch die Klasse GenericAdaptee.
Beide haben die selben Funktionen wie die gleichnamigen Klassen, welche in der Dokumentati-
on des Object Adapter Pattern beschrieben werden. Im Gegensatz zum Klassendiagramm des
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Abbildung 3.10: Klassenmodell des Class Adapter Pattern
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Abbildung 3.11: Rollenmodell des Class Adapter Pattern
letztgenannten Entwurfsmusters gibt es in dem des Class Adapter Pattern keine gesonderte
Klasse, welche die Rolle Adapter übernimmt. Diese wird hier durch die Klasse GenericAdaptee
gespielt. Dies hat die Folge, dass Klienten direkt auf den Adaptee zugreifen, um dessen Algorith-
men zu nutzen. Dem entsprechend sind auch die Parameterlisten von den Methoden der Klasse
ClassAdapterPattern angepasst. Hier werden nun Klassen vom Typ GenericAdaptee refenziert,
um anzugeben, welcher Adaptee genutzt werden soll.
In der Abbildung 3.11 sieht man das Rollendiagramm. Es besteht lediglich aus der Rolle Adapter,
welche auch in dieser Variante des Adapter Pattern von dem Adaptee abhängige und unabhän-
gige Methoden besitzt. Wenn eine Adaptee-Klasse diese Rolle erfüllt, übernimmt sie das Interface
der Rolle. Dies erfüllt die gleiche die Funktion wie die Vererbung der Klasse Adapter von Adap-
tee, welche von der Gang of Four beschrieben wird. Dadurch kann ein Klient nun auf die Klasse
GenericAdaptee zugreifen, ohne das Interface dieser Klasse zu kennen. Stattdessen werden die
Methoden der Rolle Adapter benutzt. So erfolgt die Adaptierung.
Evaluation
Die folgenden Merkmale wurden durch die Gang of Four, sofern nicht anders angegeben, rein
textuell beschrieben.
1. Das Entwurfsmuster konvertiert ein Interface in ein anderes. Das Merkmal wird in dem
Teil Intention und Anwendbarkeit dokumentiert.
2. Das Entwurfsmuster ermöglicht es, dass 2 Klassen trotz eigentlich inkompatibler
Interfaces zusammenarbeiten. Dieses Merkmal wird in dem Teil Intention beschrieben.
3. Die Klasse Adapter kann zusätzliche Funktionalitäten implementieren, die die Klasse
Adaptee nicht besitzt. Das Merkmal wird im Bestandteil Motivation textuell und graphisch
erfasst.
4. Das Entwurfsmuster ermöglicht die Benutzung von Klassen in unvorhergesehen Fäl-
len, in denen die Interfaces von Klienten und Adaptees nicht kompatibel sein müssen.
Dieses Merkmal wird im Bestandteil Anwendbarkeit beschrieben.
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Die folgenden Merkmale werden in dem Bestandteil Struktur graphisch dargestellt.
5. Das Entwurfsmuster enthält folgende Klassen: Client, Target, Adapter und Adaptee.
Dieses Merkmal wird zusätzlich im Bestandteil Teilnehmer textuell beschrieben.
6. Die Klasse Adapter erbt von der Klasse Target.
7. Die Klasse Adapter erbt von der Klasse Adaptee.
8. Die Klasse Adapter delegiert Methodenaufrufe weiter an die Klasse Adaptee. Das
Merkmal wird ebenso textuell im Bestandteil Kollaborationen dokumentiert.
9. Die Klasse Client agiert mit der Klasse Target. Dieses Merkmal wird ebenfalls in den
Bestandteilen Teilnehmer und Kollaborationen textuell erfasst.
Die folgenden Merkmale werden im Bestandteil Teilnehmer textuell beschrieben.
10. Die Klasse Target deniert das Interface, auf das die Klienten zugreifen können.
11. Die Klasse Adaptee stellt bestimmte Algorithmen und das zu adaptierende Interface
zur Verfügung.
12. Die Klasse Adapter adaptiert das Interface vom Adaptee zu dem von Target.
Die folgenden Merkmale werden, sofern nicht anders angegeben, textuell in den Bestandteil Kon-
sequenzen erwähnt.
13. Mit dem Entwurfsmuster kann man mit einem Adapter nur von einem Adaptee
adaptieren.
14. Mit dem Entwurfsmuster kann man das Verhalten vom Adaptee überschreiben.
15. Mit dem Entwurfsmuster kann der Adapter das Verhalten des Adaptees direkt nut-
zen. Dafür ist kein zusätzlicher Zeiger nötig.
16. Ein Adapter kann sich auf das Übersetzen von Methodennamen und Parameterlisten
beschränken oder auch eigene Algorithmen implementieren.
17. Klassen, die eine eingebaute Interface-Adaption besitzen, können besser wiederver-
wendet werden.
18. Es gibt verschiedene Möglichkeiten eine eingebaute Interface-Adaption für eine Klas-
se zu realisieren. Dieses Merkmal wird nur im Teil Implementation textuell erläutert.
a) Die Klasse, in die die Interface-Adaption eingebaut werden soll, ist eine Oberklasse.
Die Unterklassen dieser implementieren die abstrakten Methoden der Oberklasse und
nutzen in dieser Implementation Methoden des Adaptees.
b) Die Klasse, in die die Interface-Adaption eingebaut werden soll, delegiert Methodenauf-
rufe an entsprechende andere Objekte, welche dann Methoden des Adaptees nutzen.
19. Bei substanziell unterschiedlichen Klassen können über Mehrfachvererbung mehrere
Interfaces adaptiert werden.
Die Merkmale 1., 3., 6. bis 8. und 16. werden neben ihren bereits erwähnten Auftreten auch im
Bestandteil Beispielcode explizit erläutert. Auÿerdem werden die Merkmale 1., 8., 9. und 12. durch
Riehle textuell beschrieben. Dabei werden die Merkmale 8. und 9. auch graphisch dargestellt.
Die folgenden Merkmale werden nur in der Beschreibung des Entwurfsmusters nach Dirk Riehle
graphisch erfasst.
20. Die folgenden Rollen nehmen am Entwurfsmuster teil: Client, Adapter und Adaptee.
21. Die Composition Constraints aus der Role Relationship Matrix [Rie09, S. 28] gelten.
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Abbildung 3.12: Aufbereitung der 21 Merkmale des Class Adapter Pattern in den drei verschie-
denen Darstellungen
Die Merkmale 1., 3., 11. und 12. können durch das CROM graphisch dargestellt werden. Dies ge-
schieht durch die explizite Angabe von Methoden in den Rollen Adapter und der Klasse Generic-
Adaptee. Auch die Merkmale 5. bis 10. und 13. bis 15. werden durch die Darstellung mit dem CROM
dokumentiert. Die Klasse Target, also das Ziel für Zugrie von Klienten, wird in diesem Modell durch
die Klasse des Adaptees dargestellt. Die Merkmale 6., 7., 10. und 13. bis 15. werden durch die Adap-
tee-Klasse, die die Adapterrolle spielen kann, erfasst. Der Client wird in diesem Modell nicht geson-
dert aufgeführt. Dafür werden seine Möglichkeiten in der Klasse ClassAdapterPattern beschrie-
ben. Dadurch wird das Merkmal 9. erfasst. Das Merkmal 8. wird durch die Relation useAdaptee
dargestellt. Die Merkmale, die nur durch Riehle speziziert werden, können ebenfalls mit dem
CROM dokumentiert werden. Für die Merkmale 2., 4. und 16. bis 19. ist dies nicht möglich.
Im Diagramm 3.12 ist ersichtlich, dass durch die vorgestellte Darstellung durch das CROM 13
der 21 Merkmale des Entwurfsmusters graphisch erfasst werden. Da die Gang of Four und Dirk
Riehle beide Varianten des Adapter Pattern in einem Abschnitt beschreiben, überschneiden sich
die hier gefundenen Merkmale mit denen des Object Adapter Pattern. Dazu kommt, dass beide
Varianten unter anderem die gleiche Intention besitzen.
3.2.3 Decorator Pattern
Durch das Decorator Pattern kann die Funktionalität eines Objektes zur Laufzeit transparent
erweitert werden. So müssen Klienten nicht über die Funktionserweiterungen informiert werden.
Dokumentation
In der Abbildung 3.13 ist das Klassendiagramm des Decorator Pattern zu sehen. Es enthält un-
ter anderem den Compartment Type DecoratorPattern und nicht näher bestimmte Datentypen
mit den Namenspräx GenType. Die erstgenannte Klasse ermöglicht die Instanziierung des Ent-
wurfsmusters und beinhaltet neben dem Rollenmodell auch 2 Methoden. Diese erlauben Klienten
den Zugri auf Algorithmen der Klasse GenericComponent, welche die Rollen der Komponente
und der Dekoratoren übernehmen kann. Die Klasse implementiert bereits eigene Algorithmen, was
im Modell mit der Methode operation erfasst wird. Auÿerdem können durch den Klienten Me-
thoden benutzt werden, welche nur bestimmte Dekoratoren besitzen. Diese übernimmt die Klasse
GenericComponent durch das Spielen der Dekoratorrollen.
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Abbildung 3.13: Klassenmodell des Decorator Pattern
Die Abbildung 3.14 zeigt das Rollenmodell des Entwurfsmusters. In diesen sind die Rollen der
Komponente und der Dekoratoren zu nden. Die Rolle Component ermöglicht über die Relation
useComponent, dass eine Klasse, die diese Rolle spielt, die Algorithmen seiner Dekoratoren nutzen
kann.
Auÿerdem ist im Rollenmodell die Rolle Decorator zu sehen. Diese besitzt das gleiche Interface
wie die Komponente und gibt auch das Interface für die konkreten Dekoratoren vor. Diese sind in
der Rollengruppe ConcreteDecorator zu nden. Sie stellen die Funktionen dar, um die die Kom-
ponente erweitert werden kann und implementieren die Methoden der Interfaces von Decorator
und Component. Dabei nutzen sie die Implementation der Komponentenklasse und führen davor
oder danach eigene Algorithmen aus. Auÿerdem können die Rollen eigene Methoden und Attribute
haben. Diese werden durch newOperation und newState im Modell dargestellt.
In einer sinnvollen Instanziierung des Entwurfsmusters gibt es mindestens eine Klasse, die die Rolle
Component spielt. Eine Komponente kann auch ohne Dekorator am Entwurfsmuster teilnehmen,
wenn der Komponente erst zur Laufzeit Funktionen hinzugefügt werden sollen. Aus diesen Angaben
kann man die Occurrence Constraints ableiten.
Im Rollenmodell ist eine Rollenäquivalenz zu nden. Diese hat den Sinn, dass die Rolle Decorator
nicht alleine gespielt werden kann, da diese einen abstrakten Charakter besitzt. Deswegen wird sie
mit einer Rollenäquivalenz zu der Rollengruppe ConcreteDecorator speziziert. Durch das Role
Group Constraint der Rollengruppe müssen Klassen, die die Rolle Decorator einnehmen, auch
immer mindestens eine Rolle der konkreten Dekoratoren spielen.
Zwischen den Rollen Decorator und Component ist die Relation useComponent zu sehen. Diese
drückt aus, dass die Dekoratoren einer Komponente die Algorithmen dieser nutzen. Zusätzlich
dazu führen sie eigenen Code aus. Die Zusammengehörigkeit von einer Komponente und ihren
Dekoratoren wird im Modell über das Spielen der Dekoratorrollen dargestellt. Damit Dekoratoren
nur die Funktionen der sie spielenden Komponentenklasse nutzen können, ist an der Relation die
Bedingung reflexiv angegeben.
Eine Rolleninstanz der Dekoratorrolle ist immer eindeutig einer Komponente zugewiesen, wäh-
rend eine Komponente 0 bis unendlich Dekoratoren besitzen kann. Dies wird durch das Spielen
der Rollen der konkreten Dekoratoren beschrieben. Jedoch kann eine Klasse nur einmal die Rolle
Decorator, die einem abstrakten Charakter besitzt, spielen. Daher ist an der Relation als kardi-
nale Bedingung auf der Seite der Decorator-Rolle 0 bis 1 angetragen. Aus diesen Multiplizitäten
und der relationalen Bedingung reflexiv folgt eine Rollenimplikation von der Rolle Decorator
zu Component. So kann eine Klasse GenericComponent im Entwurfsmuster eine Komponente mit
oder ohne Dekoratoren spielen. Es ist nicht möglich, dass eine Klasse nur die Rollen der Dekoratoren
übernimmt.
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Abbildung 3.14: Rollenmodell des Decorator Pattern
Evaluation
Die folgenden Merkmale werden durch die Gang of Four in dem Bestandteil Anwendbarkeit textuell
beschrieben.
1. Das Entwurfsmuster ermöglicht die transparente Erweiterung der Funktionen eines
Objektes zur Laufzeit. Das Merkmal wird ebenfalls in den Bestandteilen Intention, Kon-
sequenzen und Motivation durch Text dokumentiert. In letzteren Bestandteil wird auch eine
Graphik benutzt.
2. Das Entwurfsmuster sollte bei Funktionen, die nicht jedes Objekt einer Klasse be-
nötigt, angewendet werden.
3. Das Entwurfsmuster hilft, wenn eine statische Vererbung als Funktionserweiterung
einer Klasse nicht praktikabel ist. Dieses Merkmal wird ebenfalls textuell in dem Teil
Konsequenzen erfasst.
Die folgenden Merkmale werden im Teil Struktur graphisch dargestellt.
4. Die folgenden Klassen nehmen an dem Entwurfsmuster teil: Component, Concrete-
Component, Decorator und die konkreten Dekoratoren.
5. Die Klassen Component und Decorator sind abstrakt.
6. Die Klasse ConcreteComponent erbt von Component. Dieses Merkmal wird ebenfalls
in dem Bestandteil Implementation textuell erfasst.
7. Die Klasse Decorator erbt von Component. Dieses Merkmal wird ebenfalls in dem Be-
standteil Implementation textuell erfasst.
8. Die konkreten Dekoratoren erben von der Klasse Decorator.
9. Die Klasse Decorator besitzt eine Aggregation zur Klasse Component.
10. Die Methoden der Dekoratorklassen rufen Methoden ihrer aggregierten Komponen-
te auf und führen davor oder danach eigenen Code aus. Dieses Merkmal wird ebenfalls
im Teil Kollaborationen textuell beschrieben. Auÿerdem wird es durch Riehle textuell doku-
mentiert.
11. Das Interface der abstrakten Dekoratorklasse ist konform zu dem der Komponenten.
Dieses Merkmal wird ebenfalls in dem Bestandteil Implementation textuell beschrieben.
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12. Die konkreten Dekoratoren implementieren eigene Algorithmen und besitzen eigene
Zustände.
Die Merkmale 4., 9. und 12. werden Zusätzlich im Bestandteil Teilnehmer textuell dokumentiert.
Die folgenden Merkmale werden ebenfalls in diesem Teil erwähnt.
13. Die Klasse Component stellt das Interface für die konkreten Komponenten bereit.
14. Die Klasse Decorator stellt das Interface für die konkreten Dekoratoren bereit.
Die folgenden Merkmale werden im Bestandteil Konsequenzen durch Text dokumentiert.
15. Das Entwurfsmuster ermöglicht durch dynamische Funktionserweiterung einfache
Klassen, deren Objekte bei Bedarf erweitert werden.
16. Neue Funktionen können in neuen Dekoratoren unabhängig von der Komponente
programmiert werden. Dies steigert die Erweiterbarkeit der Software.
Die folgenden Merkmale werden in dem Teil Implementation textuell erfasst.
17. Die Verteilung der Funktionen erzeugt zur Laufzeit viele kleine ähnliche Objekte.
18. Bei einem Methodenaufruf auf dem Dekorator agiert dieser durch Delegation zur
Komponente wie diese. Die 2 Objekte sind jedoch unterschiedlich identiziert.
19. Bei nur einem konkreten Dekorator ist die abstrakte Dekoratorklasse nicht notwen-
dig.
20. Die Klasse Decorator sollte nur das Interface vorgeben, das alle Komponenten ge-
mein haben. Zusätzliche Attribute und Funktionalitäten beschweren die Dekorato-
ren.
21. Das Entwurfsmuster sollte nicht verwendet werden, wenn nicht auf eine komplexe
Komponentenklasse verzichtet werden kann.
Die Merkmale 6. bis 11. werden durch die Gang of Four im Bestandteil Beispielcode erneut aufge-
grien.
Die folgenden Merkmale werden durch Dirk Riehle, sofern nicht anders angegeben, rein textuell
beschrieben.
22. Das Entwurfsmuster ermöglicht, das Interface einer Komponente so zu erweitern,
dass ein Klient auf dessen normale und erweiterte Funktionen zugreifen kann.
23. Am Entwurfsmuster nehmen folgende Rollen teil: ComponentClient, Component,
DecoratorClient und Decorator. Dieses Merkmal wird zusätzlich graphisch dargestellt.
24. Zwischen den Rollen DecoratorClient und ComponentClient gibt es eine Rollenim-
plikation. Dieses Merkmal wird ebenso visuell dokumentiert.
25. Zwischen den Rollen Decorator und Component gibt es eine Rollenimplikation. Das
Merkmal wird zusätzlich graphisch beschrieben.
26. Die Rolle Decorator interagiert mit der Rolle Component. Dieses Merkmal wird nur
graphisch erfasst.
27. Die Rolle ComponentClient interagiert mit der Rolle Component.
28. Die Rolle DecoratorClient interagiert mit den Rollen Component und Decorator.
29. Die Composition Constraints aus der Role Relationship Matrix [Rie09, S. 29] gelten.
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Abbildung 3.15: Aufbereitung der 29 Merkmale des Decorator Pattern in den drei verschiedenen
Darstellungen
Die Merkmale 1., 4. bis 6., 8. und 9. werden durch das hier vorgestellte Modell graphisch dargestellt.
Dabei werden die in Merkmal 4. erwähnten Klassen teilweise durch Rollen modelliert. Dadurch,
dass die Rolle Decorator einen abstrakten Charakter hat und die Klasse GenericComponent
stellvertretend für abstrakte und konkrete Klassen steht, wird das Merkmal 5., 6. und 8. erfasst.
Das Merkmal 1. wird in diesem Modell dokumentiert, da ein Klient kein Wissen über die Rollen
einer Komponente braucht, um auf diese zuzugreifen. Damit ist die Erweiterung der Funktionen
eines Objektes durch das Übernehmen zusätzlicher Rollen zur Laufzeit transparent.
Weiterhin ist die Beschreibung der Merkmale 11. bis 14. und 16. in der Darstellung durch das
CROM möglich. Das Merkmal 16. wird dadurch dargestellt, dass einfach eine neue Rolle der kon-
kreten Dekoratoren programmiert werden kann, welche die neue Funktion kapselt. Die Merkmale
2., 3., 7., 10., 15. und 17. bis 21. können nicht graphisch dargestellt werden.
Alle Merkmale, die ausschlieÿlich Riehle beschreibt, können in diesem Modell erfasst werden.
Dabei ist zu beachten, dass es keine Klientenrollen gibt. Deren Verantwortlichkeiten sind durch
die Methoden des Compartment Types dargestellt. Dort werden auch die Methoden von Kompo-
nenten und Dekoratoren von denen, die nur Dekoratoren besitzen, getrennt. Eine Klasse, welche
bei Riehle die Rolle des DecoratorClients spielt, könnte in dieser Darstellung beide Methoden,
callNewOperation und callOperation, nutzen. Ein Klasse, die dagegen nur die Rolle Compo-
nentClient übernimmt, kann nur die Methode callOperation aufrufen. So werden beide Klien-
tenarten wie bei Riehle voneinander separiert. Auch der Eekt der Rollenimplikation, die Riehle
zwischen beiden Klientenrollen im Merkmal 24. speziziert, bleibt erhalten. Dies ist der Fall, da ein
DecoratorClient die Möglichkeiten eines ComponentClients besitzt und diese noch erweitert. Dies
wird in diesem Modell durch die Trennung der zuvor genannten Methoden ermöglicht. Auch gegen
die Role Relationship Matrix von Dirk Riehle wird nicht verstoÿen.
Das Diagramm 3.15 zeigt, dass durch das hier vorgestellte Modell 19 der 29 gefundenen Merkmale
graphisch dargestellt werden können. Die meisten Merkmale, die nicht erfasst werden können,
sind in den Bestandteilen Anwendbarkeit und Implementation zu nden. Bei der Beschreibung
des Entwurfsmuster nutzt die Gang of Four meistens Text, beschreibt einige Merkmale aber auch
rein graphisch. Dirk Riehle dagegen verwendet diese Repräsentationsform nur als Ergänzung zur
textuellen Beschreibung des Entwurfsmusters.
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Abbildung 3.16: Klassenmodell des State Pattern
3.3 Entwurfsmuster zur Zustandsverwaltung
3.3.1 State Pattern
Das State Pattern wird zur Verwaltung der Zustandsräume von Objekten verwendet. Zu den
Verwaltungsaufgaben gehören das Speichern des aktuellen Zustandes und das Berechnen von Zu-
standsübergängen. Das Verhalten der Objekte ist dabei von dem eigenen Zustand abhängig. Dem-
entsprechend wird das zustandsspezische Verhalten durch das Entwurfsmuster von dem allgemei-
nen Verhalten eines Objektes getrennt.
Dokumentation
Abbildung 3.16 zeigt das Klassenmodell des State Pattern in der Darstellung mit dem CROM. In
diesem sind die Klassen GenericComponent und StatePattern zu nden. Die erstgenannte Klasse
stellt Komponenten dar, zu welchen Zustände zugeordnet werden sollen. Diese kann alle Rollen im
Entwurfsmuster übernehmen. Dadurch ist es ihr möglich durch das Spielen der Zustandsrollen über
eine rollenbasierte Lösung einen Zustand zu erhalten. So wird keine Aggregation zwischen den
Rollen Component und AbstractState zum speichern seines Zustandes benötigt, wie es bei Dirk
Riehle der Fall ist.
Das Rollenmodell ist in der Abbildung 3.17 ersichtlich. Die Rolle Component stellt ein Element
des Entwurfsmusters dar, welches einen Zustand besitzt und dessen Verhalten von diesen abhängig
ist. Sie besitzt Methoden zur Konguration, also der initialen Zuweisung eines Zustandes. Auÿerdem
hat sie eine Funktion zur Zustandsänderung, welche von den konkreten Zustandsrollen aufgerufen
werden kann. Deswegen können in diesen die Algorithmen zur Bestimmung der Zustandsübergänge
implementiert werden. Weiterhin besitzt die Rolle Component ein Interface, hier stellvertretend
operation genannt, welches die Methoden des Algorithmusanteils repräsentiert. Diese werden von
den Klienten aufgerufen. Die andere Art der Methoden, zu welchen die Funktionen changeState
und configure gehören, stellen Funktionen zur Verwaltung des Zustandes dar. Die Klienten werden
durch die Rolle Client dargestellt. Sie kann über ihre Methoden die Komponenten kongurieren.
Die Zustandsrollen lassen sich in die konkreten Rollen und den abstrakten Zustand einteilen.
Der abstrakte Zustand AbstractState besitzt eine Methode zum Ändern des Zustandes einer
Komponente, welche die Funktion changeState der Rolle Component nutzt. Auÿerdem besitzt sie
die Methoden des Algorithmusanteils. Auch die konkreten Zustände, welche in der Rollengruppe
ConcreteStates zu nden sind, besitzen diese zuletzt genannten Methoden. In der Rolle des abs-
trakten Zustandes werden diese als Interface mit einer Standartimplementation angegeben. In den
konkreten Zuständen werden die Methoden des Algorithmusanteils verfeinert, in dem das zustands-
spezische Verhalten implementiert wird.
In einer sinnvollen Instanziierung des Entwurfsmusters gibt es mindestens eine Komponente,
welche genau einen abstrakten Zustand besitzt. Deswegen wird die Rolle der abstrakten Zustände
genauso oft gespielt wie die Rolle Component. Gleichzeitig muss es nicht immer einen Klienten
geben. Auch die Rollen der konkreten Zustände müssen nicht zu jeden Zeitpunkt von einer Klasse
gespielt werden. Aus diesen Informationen lassen sich die Occurrence Constraints ableiten.
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Abbildung 3.17: Rollenmodell des State Pattern
Im Rollenmodell wird eine Rollenäquivalenz implizit durch die Relation Component-State mit
seinen kardinalen und relationalen Constraints angegeben. Diese Rollenäquivalenz sorgt dafür,
dass eine Klasse, die die Rolle einer Komponente übernimmt, auch immer einen abstrakten Zu-
stand besitzt. Auÿerdem wird so sichergestellt, dass keine Klasse nur die Zustandsrollen spielen
kann, ohne die Komponentenrolle zu übernehmen. Die Rollenimplikation zwischen der Rollengrup-
pe ConreteStates und der Rolle des abstrakten Zustandes drückt aus, dass keine Klasse die Rolle
eines konkreten Zustandes übernehmen kann, ohne die Rolle des abstrakten Zustandes zu erfüllen.
In diesem Modell werden auch nicht disjunkte Zustände einer Komponente erlaubt. Dies wird
durch das Role Group Constraint der Rollengruppe ConcreteStates angezeigt. Deniert man die-
ses mit 0 bis 1 hat dies zur Folge, dass jede Komponente höchstens einen Zustand besitzt. In
diesem Szenario sind die Zustände einer Komponente disjunkt. Dies hat den Vorteil einer verein-
fachten Delegationsstruktur, da jederzeit eindeutig ist, auf welchen Zustand ein Methodenaufruf
delegiert wird. Um nicht disjunkte Zustände zu erlauben, wird hier 0 bis unendlich als Role Group
Constraint angegeben. So muss eine Komponente keinen konkreten Zustand haben, kann aber auch
mehrere dieser besitzen. Dadurch wird die Verwendung des Entwurfsmusters exibler, da auch nicht
disjunkte Zustandsräume erfasst werden. Zeitgleich erschwert das die Delegationsstruktur.
Eine Relation ist in dem Modell zwischen den Rollen der Klienten und der Komponente zu nden.
Diese zeichnet aus, dass der Klient die Methoden des Algorithmusanteils in der Komponente aufruft.
Dabei nutzt ein Klient mindestens 1 Komponente, aber nicht jede Komponente wird von einem Kli-
enten genutzt. Eine zweite Relation gibt es zwischen Component und dem abstrakten Zustand. Sie
umfasst die Delegation beim Aufruf der Methode operation der Komponente auf die gleichnamige
Methode seines Zustandes. Auÿerdem zeigt die Relation, dass der Zustand die Zustandsübergange
für die Komponente realisieren kann. Die Komponente besitzt genau einen abstrakten Zustand,
sowie eine Rolleninstanz des abstrakten Zustandes nur einer Komponente zugewiesen ist. Neben
diesen Multiplizitäten ndet man auch die relationale Bedingung reflexiv an dieser Relation an-
getragen. Diese sichert zu, dass eine Klasse, welche eine Komponente spielt, diese Relation nur zu
seinem eigenen abstrakten Zustand besitzt.
39
Evaluation
Die folgenden Merkmale werden durch die Gang of Four in den Bestandteilen Intention und An-
wendbarkeit rein textuell dokumentiert.
1. Das Entwurfsmuster nutzt Klassen um Elemente von Zustandsräumen zu reprä-
sentieren. Das Verhalten eines Objektes ist von dessen Zustand abhängig. Dieses
Merkmal wird ebenfalls durch Riehle textuell erwähnt.
2. Das Entwurfsmuster separiert das zustandsspezische von dem allgemeinen Verhal-
ten einer Klasse.
Die folgenden Merkmale werden in dem Bestandteil Struktur graphisch dargestellt.
3. Am Entwurfsmuster nehmen folgende Klassen teil: Context, State und die konkreten
Zustände.
4. Der Aufruf einer zustandsspezischen Methode auf der Komponente wird an dessen
Zustand delegiert. Das Merkmal wird ebenfalls in den Bestandteilen Kollaborationen und
Beispielcode dokumentiert. Im erstgenannten Teil erfolgt dies textuell.
5. Die Klasse State ist abstrakt.
6. Die Anzahl der konkreten Zustände im Entwurfsmuster ist nicht beschränkt.
Die folgenden Merkmale werden im Bestandteil Teilnehmer textuell beschrieben. Zusätzlich werden
sie im Bestandteil Beispielcode dargelegt.
8. Die Klasse Context deniert das Interface für Methoden, auf die der Klient zugreift.
9. Die Klasse Context besitzt einen abstrakten Zustand als Attribut, welches durch ein
Objekt eines konkreten Zustandstypen belegt wird.
10. Die Klasse State deniert das Interface und eine Standartimplementierung für die
Methoden der konkreten Zustände.
11. Die Klassen der konkreten Zustände implementieren das zustandsspezische Ver-
halten.
Die folgenden Merkmale werden im Bestandteil Kollaborationen textuell beschrieben.
12. Die Klasse Context kann sich selbst als Parameter an Methoden der Zustände über-
geben, damit auf den Kontext zugegrien werden kann.
13. Die Klienten rufen keine Methoden direkt auf den Zuständen auf, sondern nur auf
der Klasse Context. Diese bietet ein Interface dafür und delegiert die Aufrufe an die
Zustände.
14. Ein Objekt der Klasse Context muss erst konguriert werden, in dem ihr ein kon-
kreter Zustand zugewiesen wird.
a) Dies kann durch den Klienten geschehen.
b) Dies kann durch die Klasse Context, beispielsweise in seinem Konstruktor, geschehen.
Diese Variante wird auch in Bestandteil Beispielcode aufgezeigt.
15. Zustandsübergänge liegen in den Verantwortlichkeiten der
a) Klasse Kontext.
b) Klassen der konkreten Zustände.
Die folgenden Merkmale werden in dem Bestandteil Konsequenzen textuell beschrieben.
16. Durch die Kapselung von Programmcode wird das Hinzufügen von neuen Zuständen
und Zustandsübergängen vereinfacht.
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17. Durch das Entwurfsmuster muss mit vielen verteilten Klassen umgegangen werden.
18. Zustandsübergange werden durch eine Typenänderung des Zustandes vollzogen.
19. Ein Kontext muss sich nicht selbst um die Konsistenz seines Zustandes kümmern,
da Zustandsübergänge durch die Zustände gesteuert werden können.
20. Zustandsobjekte ohne Instanzvariablen können geteilt werden. Dann haben 2 Kon-
textobjekte das gleiche zustandsspezische Verhalten und der Zustand kann anderen
Klassen bekannt gemacht werden.
Die folgenden Merkmale werden in dem Bestandteil Implementation textuell beschrieben.
21. Welche Klasse die Verwaltung der Zustandsübergänge realisiert hängt von der Sta-
bilität des angewendeten Zustandsmodelles ab.
a) Die Verwaltung der Zustandsübergänge durch den Kontext ist unexibel und sollte nur
bei einem xierten Zustandsmodell benutzt werden.
b) Die Verwaltung der Zustandsübergänge durch die konkreten Zustände ist exibel. Des-
wegen kann das Zustandsmodell jederzeit ohne viel Aufwand geändert werden. Diese
Variante wird im Bestandteil Beispielcode dokumentiert.
22. Damit die Zustandsübergänge durch die konkreten Zustände gesteuert werden kön-
nen, muss der Kontext eine Methode dafür zur Verfügung stellen.
23. Bei einem Zustandswechsel kann folgendes mit den Zustandsobjekten passieren:
a) Der alte Zustand wird zerstört, während der neue Zustand erzeugt wird. Dadurch spei-
chert ein Kontext immer nur die aktuell verwendeten Zustände.
b) Der alte Zustand wird nicht zerstört, sondern nur als inaktiv markiert. Der neue Zustand
wird, falls dieser bereits im Kontext referenziert ist, als aktiver Zustand gesetzt. So muss
ein Kontext immer alle Zustände speichern, die dieser einmal besaÿ.
24. In delegationsbasierten Programmiersprachen kann dynamische Vererbung zur Zu-
standsänderung genutzt werden.
Die folgenden Merkmale werden, sofern nicht anders angegeben, in der Darstellung durch Riehle
textuell und graphisch speziziert.
25. Die Elemente des Zustandsraumes müssen nicht disjunkt sein. Dieses Merkmal wird
nur textuell dokumentiert.
26. An dem Entwurfsmuster nehmen die folgenden Rollen teil: Component und State.
27. Zwischen den beiden Rollen des Entwurfsmusters gibt es eine Aggregation.
28. Zwischen den beiden Rollen des Entwurfsmusters gibt es eine Rollenprohibition.
Die Merkmale 1. bis 3. und 6. bis 15. können durch das CROM graphisch erfasst werden. Dabei
ist stets zu beachten, dass der Begri des Kontextes und die dazugehörige Klasse in diesem Modell
Komponente genannt wird. Gegen das Merkmal 5. wird bewusst verstoÿen. Die Abstraktheit einer
Klasse muss in diesem Fall auf den Fakt zurückgeführt werden, dass eine entsprechende Rolle, die
einen abstrakten Charakter besitzen soll, nie alleine ohne seine Gegenstücke mit konkreten Charak-
ter gespielt werden kann. Nach dem hier vorgestellten Modell ist es so, dass eine die Komponente
spielende Klasse auch immer automatisch die Rolle des abstrakten Zustandes spielt. Jedoch kann es
sein, dass eine unkongurierte Komponente noch keinen konkreten Zustand zugewiesen bekommen
hat. In diesem Fall zeigt sich, dass die Rolle State keinen abstrakten Charakter besitzt und somit
gegen das Merkmal 5. verstoÿen wird.
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Abbildung 3.18: Aufbereitung der 28 Merkmale des State Pattern in den drei verschiedenen
Darstellungen
Das Merkmal 9. wird über eine rollenbasierte Lösung dargestellt. Eine die Komponente spielende
Klasse übernimmt auch die Zustandsrollen, die das gewünschte zustandsspezische Verhalten kap-
seln. Damit ist keine Aggregation wie bei der Darstellung der Gang of Four und Dirk Riehle mehr
nötig. Die Merkmale 10., 11., 14. und 15. werden durch die expliziten Angaben der Methoden in
den entsprechenden Rollen dargestellt. Das Merkmal 12. ist implizit durch das Rollenmodell gege-
ben, da eine Komponente durch das Spielen der Zustandsrollen auch deren Funktionen übernimmt.
Daher werden diese auf der selben Klasse ausgeführt, sodass keine Daten an andere Klassen über
Eingabeparameter von Methoden zugänglich gemacht werden müssen.
Weiterhin können auch die Merkmale 17. bis 20. und 22. erfasst werden. Dabei ist bei der Darstel-
lung des Entwurfsmusters durch das CROM immer die rollenbasierte Darstellung zu bedenken. So
wird der Code in diesem Modell nicht auf viele Klassen, sondern auf viele Rollen verteilt. Auÿerdem
wird nicht der Typ des Zustandsattributes einer Komponente geändert, sondern welche Zustands-
rolle eine Klasse spielt. Unter den Merkmalen, die Riehle speziziert, können die Merkmale 1., 25.
und 26. dokumentiert werden.
Die Merkmale 4., 5. 16., 21., 23., 24., 27. und 28. werden nicht durch die hier vorgestellten
Modelle dargestellt. Die Merkmale 27. und 28. werden dabei bewusst nicht umgesetzt, da in der
Darstellung mit dem CROM eine Komponente auch die entsprechenden Zustandsrollen übernimmt.
So wird das zustandsspezische Verhalten der Komponente realisiert. Diese Lösung widerspricht
den beiden von Riehle spezizierten Merkmalen. Die hier vorgestellte Lösung nutzt die rollenbasierte
Programmierung aber stärker aus als Riehles Ansatz.
In der Abbildung 3.18 ist ersichtlich, dass mit der Darstellung durch das CROM 20 der 28
Merkmale graphisch dargestellt werden können. Durch die Gang of Four werden die Merkmale
meist textuell und oft auch durch Beispielcode beschrieben. Auällig ist, dass 3 von 4 Merkmale aus
dem Bestandteil Implementation nicht dargestellt werden können. Auÿerdem wird in diesem Modell
gegen drei Merkmale bewusst verstoÿen, um eine abweichende Lösung für das Entwurfsmuster zu
nutzen.
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Abbildung 3.19: Klassenmodell des Property Pattern
3.3.2 Property Pattern
Das Property Pattern erlaubt es Klienten den Zustandsraum eines Objektes zur Laufzeit mit
Eigenschaften zu erweitern. Diese bringen kein zustandsspezisches Verhalten mit. Die Klienten
behandeln die Objekte, deren Zustandsraum erweitert werden kann, aber entsprechend dieser Ei-
genschaften.
Dokumentation
Die Abbildung 3.19 zeigt das Klassenmodell des Property Pattern in der Darstellung durch das
CROM. Die Datentypen im Modell repräsentieren beliebige Datentypen, welche hier nicht einge-
schränkt werden sollen. Damit sie in Methodenaufrufen leichter referenziert werden können, gibt es
eine Vererbungsstruktur. Diese sollte nicht als Einschränkung des Entwurfsmusters gesehen werden
und ist lediglich vorhanden, damit die Datentypen in Methodendenitionen als der Datentyp, der
die Oberklasse darstellt, angegeben werden können. So muss nicht für jeden möglichen Datentypen
eine eigene Parameterliste der Methode addProperty angegeben werden.
Es ist zudem der Compartment Type PropertyPattern zu sehen, welcher die Instanziierung des
Entwurfsmusters ermöglicht. Diese Klasse besitzt Methoden über die Klienten die Komponenten
beeinussen können. Die geschieht hauptsächlich über die Methode addProperty, bei der ein Klient
einem Objekt der Klasse GenericComponent eine Eigenschaft mit einem bestimmten Wert zuweist.
Diese Eigenschaft könnte zum Beispiel in dieser Methode über den Aufruf von createProperty
erzeugt werden. Da die Eigenschaften lediglich Rollen darstellen, könnte diese zweite Methode
eine Rolleninstanz mit einem eindeutigen Namen, der von dem Klienten abhängt, instanziieren.
Zudem steht die Methode handleComponent stellvertretend dafür, dass ein Klient Komponenten
entsprechend deren Eigenschaften behandelt.
Im Entwurfsmuster ist auÿerdem die Klasse GenericComponent zu nden. Objekte dieser Klasse
können die Rollen der Rollengruppe Properties spielen. Über diesem Weg werden den Objekten
Eigenschaften zugewiesen.
Das Rollenmodell ist in der Abbildung 3.20 dargestellt. In diesem ndet man lediglich die Rol-
len der Eigenschaften. Sie besitzen in diesem Modell ein Attribut, welches stellvertretend für die
gespeicherten Informationen dieser Eigenschaft steht. Sie sind in der Rollengruppe Properties
zusammengefasst. Diese besitzt ein Role Group Constraint von 1 bis unendlich. Diese Bedingung
drückt aus, dass eine Komponente keine, eine oder auch mehrere Eigenschaften haben kann. Hat
eine Komponente keine Eigenschaften, dann spielt sie die Rollengruppe nicht.
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Abbildung 3.20: Rollenmodell des Property Pattern
Evaluation
Dieses Entwurfsmuster wird nur durch Dirk Riehle diskutiert. Alle Merkmale werden, falls nicht
anders gegeben, rein textuell dokumentiert.
1. Das Entwurfsmuster ermöglicht die Erweiterung eines Zustandsraumes einer Kom-
ponente zur Laufzeit.
2. Komponenten besitzen eine beliebige Anzahl von Eigenschaften, welche jeweils einen
neuen Teil des Gesamtzustandes darstellen.
3. Das Entwurfsmuster sollte verwendet werden, wenn der exakte Zustandsraum nicht
vor der Laufzeit bekannt ist.
4. Die Verwendung des Entwurfsmusters erschwert das Prüfen von Invarianten auf dem
Zustandsraum einer Komponente.
5. In den Eigenschaften wird kein spezisches Verhalten gespeichert.
6. An dem Entwurfsmuster nehmen folgende Rollen teil: Client, Component und Pro-
perty. Dieses Merkmal wird zusätzlich graphisch dokumentiert.
7. Die Rolle Component verwaltet über eine Relation zur Rolle Property seine Eigen-
schaften. Dieses Merkmal wird textuell und graphisch dargestellt.
8. Die Rolle Component löscht seine Eigenschaften, wenn sie selbst gelöscht wird.
9. Der Klient kann Eigenschaften erzeugen.
10. Der Klient kann den Zustandsraum einer Komponente über das Hinzufügen einer
Eigenschaft erweitern.
11. Der Klient behandelt die Komponente entsprechend ihres Zustandsraumes.
12. Die Composition Constraints der Role Relationship Matrix [Rie09, S. 19] gelten.
Die Merkmale 1., 2. und 5. bis 7. lassen sich durch das CROM graphisch erfassen. Das Merkmal
7. wird dadurch im CROM repräsentiert, dass die Klasse GenericComponent die Rollen der Rol-
lengruppe Properties spielt. Dadurch, dass die Funktionalitäten der Rolle Component durch die
Klasse GenericComponent übernommen, sowie die Möglichkeiten des Klienten durch die Metho-
den der Klasse PropertyPattern dokumentiert werden, erfasst die hier vorgestellte Darstellung
des Entwurfsmusters auch die Merkmale 6., 9. und 10. Die Merkmale 3., 4., 8. und 11. können nicht
graphisch durch das CROM dargestellt werden. Gegen die durch Riehle bestimmten Composition
Constraints wird in der Darstellung durch das CROM bewusst verstoÿen. Dies ermöglicht, dass eine
Komponente die Rolle der Eigenschaften spielen darf. Das ist elementar für die hier gewählte Art
der Lösung des Entwurfsproblems.
In der Abbildung 3.21 sieht man, dass durch das CROM 7 der 12 durch Dirk Riehle spezizierten
Merkmale des Property Pattern graphisch dokumentiert werden können. Dirk Riehle beschreibt
fast alle davon textuell und nutzt bei einigen zusätzlich eine graphische Darstellung. Die nicht durch
das CROM darstellbaren Merkmale haben oft den Charakter von Implementationshinweisen, wie
zum Beispiel die Merkmale 4. und 8.
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Abbildung 3.21: Aufbereitung der zwölf Merkmale des Propery Pattern in den zwei verschiedenen
Darstellungen
3.4 Verhaltensorientierte Entwurfsmuster
3.4.1 Iterator Pattern
Durch das Iterator Pattern wird der Zugri auf eine Collection von Objekten ermöglicht, ohne das
der Klient die Struktur der Collection kennen muss. Diese Aufgabe wird auf Iteratorobjekte delegiert.
Diese können verschiedene Traversierungsalgorithmen kapseln, welche auch zur Laufzeit gewechselt
werden können. Auÿerdem kann ein Klient mit mehreren Iteratorobjekten auf verschiedene Arten
zeitgleich über eine Collection traversieren.
Dokumentation
Die Abbildung 3.22 zeigt das Klassendiagramm des Iterator Pattern. Dieses enthält unter anderem
die Datentypen GenType und Command. Der Datentyp GenType stellt einen nicht näher bestimmten
Datentypen dar, dessen Objekte in den Collections des Entwurfsmusters gespeichert werden sollen.
Command dagegen wird benötigt, um einen internen Iterator darzustellen. Dazu wird durch einen
Klienten die Methode forAll auf dem Compartment Type IteratorPattern aufgerufen. Als
Eingabeparameter wird unter anderem ein Objekt von Typ Command verwendet. Dieses speichert in
einen String ein Kommando ab. Der Iterator, auf dem diese Methode aufgerufen wird, nutzt die
Methode parseText des Datentyps und ermittelt so, welche Operation auf allen Elementen einer
Collection ausgeführt werden soll.
Die Klasse IteratorPattern ermöglicht es den Klienten auÿerdem externe Iteratoren und Cursor
zu nutzen. Welche Methoden zu diesen Unterarten von Iteratoren gehören, ist im Rollendiagramm
in der Abbildung 3.23 zu sehen und wird dort erläutert. Fast alle Methoden dieser Klasse nehmen
als Eingabeparameter einen Zeiger auf ein Objekt der Klasse GenericIterator. Dieses dient dazu
dem Entwurfsmuster mitzuteilen, auf welchen Iterator im Entwurfsmuster gearbeitet werden soll.
So kann eine Collection mehrere Iteratoren besitzen, welche gleichnamige Methoden haben. Die
Methode ColOperation steht stellvertretend für die Möglichkeit, dass der Klient auch direkt die
Methoden der Collections aufrufen kann und somit ohne Umweg über den Iterator Zugri auf die
Elemente der Collection hat.
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Abbildung 3.22: Klassenmodell des Iterator Pattern
Die bereits erwähnte Klasse GenericIterator kann die Iteratorrollen übernehmen. Weiterhin ist
im Klassenmodell die Klasse GenericCollection zu nden, welche Objekte des Typen GenType
speichert und zugänglich macht. Das wird im Modell durch das Attribut items und die Methode
colOperation dargestellt. Die Klasse kann die Rolle Collection spielen.
Diese Rolle ist im Rollenmodell in der Abbildung 3.23 zu sehen. Sie implementiert die Funktion
createIterator, welche eine Rolleninstanz der Rolle Iterator und eine Klasse erzeugt, die diese Rolle
spielt. Zusätzlich wird die erzeugte Rolleninstanz durch die Collection referenziert. Diese Methode
ndet man in der Rolle Collection, nicht in der Klasse GenericCollection, da diese stark von
den verfügbaren Iteratorrollen abhängig ist.
Zu diesen Rollen gehören Iterator und die Rollen der konkreten Iteratoren, welche in der
Rollengruppe ConcreteIterators zusammengefasst sind. Die Rolle Iterator gibt das Interface
für seine konkreten Gegenstücke vor. Deswegen deniert sie die Methoden, die ein Iterator besitzen
kann. Dazu gehört zum Beispiel der Verweis auf das erste Element einer Collection oder auch ein
Algorithmus, der das nächste Element dieser ermittelt. Die Gang of Four nennt 4 Methoden1,
die zu einem Minimalinterface eines externen Iterators gehören. Für zusätzliche Methoden wird
im Modell stellvertretend otherOperations erwähnt. Die Rolle Iterator besitzt auÿerdem für
interne Iteratoren die Methode forAll.
In der Rollengruppe ConcreteIterators werden am Beispiel von drei Iteratorarten die Rollen der
konkreten Iteratoren gezeigt. Diese drei Arten werden auch durch die Gang of Four beschrieben.
Dabei ist zu beachten, dass es im Entwurfsmuster natürlich auch mehrere Varianten von jeder
Unterart geben kann. Die Rolle ExternalIterator stellt einen externen Iterator dar, während
InternalIterator den ebenfalls bereits besprochenen internen Iterator erfasst. Die Rolle Cursor
ist die dritte Unterart der Iteratoren im Modell. Der Cursor besitzt keine eigenen Algorithmen, um
über die Collection zu iterieren. Er speichert stattdessen nur die aktuelle Position in der Collection.
Diese kann über die Methode getCurrentItem nach auÿen bekannt gemacht werden.
In einer sinnvollen Instanziierung des Entwurfsmusters gibt es mindestens eine Klasse, welche
die Rolle Collection übernimmt. Einer Collection im Entwurfsmuster muss aber nicht sofort ein
Iterator zugeordnet werden. Deswegen müssen die Iteratorrollen nicht zu jeden Zeitpunkt gespielt
werden. Aus diesen Angaben lassen sich die Occurrence Constraints ableiten.
Da die Rolle Iterator einen abstrakten Charakter haben sollen, es also keine Klasse geben soll,
welche nur diese Rolle spielt, ndet man zwischen dieser und ihrer dazugehörigen Rollengruppe
eine Rollenäquivalenz. Diese führt mit den Role Group Constraints der Rollengruppe dazu, dass
eine Klasse, welche die Rolle Iterator übernimmt ebenso genau eine Rolle aus der Rollengruppe
ConcreteIterators spielen muss.
1Siehe Merkmal 14. im Abschnitt Evaluation.
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Abbildung 3.23: Rollenmodell des Iterator Pattern
Auÿerdem ist im Rollenmodell die Relation Collection-Iterator zu sehen. Diese drückt aus,
dass die Iteratoren durch die Collection erzeugt und diesen zugeordnet werden. Auf die Collections
wird durch die Iteratoren zugegrien. So kann der Iterator über diese traversieren. Dabei arbeitet
ein Iterator immer auf genau einer Collection, während diese beliebig viele Iteratoren besitzen kann.
Evaluation
Die folgenden Merkmale werden durch die Gang of Four in dem Bestandteil Anwendbarkeit textuell
beschrieben.
1. Das Entwurfsmuster ermöglicht den seriellen Zugri auf Elemente einer Collection,
ohne dass der Klient die Struktur dieser kennen muss. Dieses Merkmal wird ebenfalls im
Bestandteil Intention beschrieben. Auÿerdem dokumentiert Riehle das Merkmal durch Text.
2. Das Entwurfsmuster ermöglicht es, zeitgleich auf mehrere Arten durch eine Collec-
tion zu traversieren und die Traversierungsart zur Laufzeit zu wechseln. Das Merkmal
wird ebenfalls in den Bestandteilen Konsequenzen und Implementation textuell erfasst.
3. Das Entwurfsmuster ermöglicht es, die Traversierungsart durch eine Collection uni-
form zu gestalten.
Die folgenden Merkmale werden, sofern nicht anders angegeben, im Teil Struktur graphisch darge-
stellt.
4. Die Verantwortung, durch die Collection zu traversieren, übernimmt ein Iteratorob-
jekt. Dieses Merkmal wird nur in dem Teil Motivation graphisch und textuell dokumentiert.
5. Die Collection erzeugt den konkreten Iterator. Dieses Merkmal wird ebenfalls in dem
Bestandteil Motivation textuell beschrieben.
6. Das Entwurfsmuster enthält folgende Klassen: Aggregate, ConcreteAggregate, Ite-
rator und ConcreteIterator.
7. Die Klasse Aggregate ist abstrakt und deniert das Interface für die konkreten
Collections.
8. Die Klasse ConcreteAggregate erbt von der Klasse Aggregate.
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9. Die Klasse Iterator ist abstrakt und deniert das Interface für die konkreten Itera-
toren.
10. Die Klasse ConcreteIterator erbt von der Klasse Iterator.
11. Die Klasse ConcreteIterator interagiert mit der Collection, um auf dieser zu traver-
sieren. Dieses Merkmal wird zusätzlich in dem Teil Kollaborationen textuell erwähnt.
12. Die Klasse ConcreteIterator speichert die aktuelle Position des Iterators auf der
Collection. Dieses Merkmal wird zusätzlich in dem Teil Kollaborationen textuell beschrieben.
13. Ein Klient kann mit der Collection und dem Iterator interagieren.
14. Das minimale Interface des Iterators enthält die Methoden First, Next, IsDone und
CurrentItem. Dieses kann durch zusätzliche Methoden erweitert werden. Dieses Merk-
mal wird auÿerdem in dem Bestandteil Implementation textuell erfasst.
Die Merkmale 4., 7., 9. und 12. werden zusätzlich im Bestandteil Teilnehmer textuell erfasst. Die
folgenden Merkmale werden ebenfalls in diesem Teil beschrieben.
15. Die Klasse ConcreteAggregate implementiert das Interface der Klasse Aggregate.
16. Die Klasse ConcreteIterator implementiert das Interface der Klasse Iterator.
Die folgenden Merkmale werden im Teil Konsequenzen textuell dokumentiert.
17. Neue Traversierungsarten können einfach implementiert werden, ohne die Collection
zu ändern.
18. Das Entwurfsmuster ermöglicht einfache Klassen der Collections.
Die folgenden Merkmale werden im Teil Implementation textuell erfasst.
19. Iteratoren können danach unterschieden werden, welche Klasse die Traversierung
auslöst.
a) Bei einem externen Iterator ruft der Klient einzeln Methoden des Iterators zum traver-
sieren auf. Diese Lösung ist sehr exibel.
b) Ein interner Iterator führt eine ihm übergebene Operation automatisiert auf jeden Ele-
ment einer Collection auf. Diese Lösung ist einfacher zu benutzen.
20. Ein Iterator kann ebenso als Cursor benutzt werden, der nur die aktuelle Position
in der Collection speichert. Die Algorithmen zum Traversieren sind in diesem Fall in
der Collection zu nden.
21. Ein Cursor sollte benutzt werden, wenn der Traversierungsalgorithmus von privaten
Variablen der Collection abhängt.
22. Ein Iterator kann von der Collection erhöhte Rechte zum Zugri auf dessen pri-
vate Variablen bekommen. Methoden mit diesen Zugrien sollten nicht von auÿen
aufrufbar sein.
23. Ein robuster Iterator stellt sicher, dass das Traversieren nicht durch Veränderungen
der Collection gestört wird. Dabei unterstützt die Collection den Iterator.
24. Bei rekursiven Collections, wie Baumstrukturen, ist die Benutzung von externen
Iteratoren schwierig, weswegen Cursor und interne Iteratoren hilfreich sein können.
25. Ein Iterator, der immer fertig traversiert ist, kann beim Traversieren von Baumstruk-
turen bei Blattknoten benutzt werden.
Die Merkmale 2., 5., 7., 8., 11., 12., 14. bis 16. und 19. werden neben ihrem bisherigen Auftreten
zusätzlich im Bestandteil Beispielcode erklärt.
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Abbildung 3.24: Aufbereitung der 30 Merkmale des Iterator Pattern in den drei verschiedenen
Darstellungen
Die folgenden Merkmale werden durch Dirk Riehle graphisch dargestellt.
26. An dem Entwurfsmuster nehmen folgende Rollen teil: Iterator, Client, Aggregate
und Element.
27. Die Rolle Client interagiert mit allen anderen Rollen.
28. Die Rolle Iterator interagiert mit den Rollen Aggregate und Element.
29. Die Rolle Aggregate speichert seine Elemente.
30. Die Composition Constraints der Role Relationship Matrix [Rie09, S. 38] gelten.
Die Merkmale 1. bis 17. und 19. können durch die Darstellung im CROM erfasst werden. Es ist
grundsätzlich zu beachten, dass die Klassen aus Merkmal 6. teilweise durch Rollen dargestellt
werden. Die Aggregate-Klassen werden durch die Klasse GenericCollection vertreten. Auch die
Methoden aus Merkmal 14. werden neu benannt. Die Merkmale 1., 5., 7., 9., 11. bis 13., 15. und 16.
werden dabei durch die explizite Angabe von Methoden und Attributen in den Rollen und Klassen
erfasst. Die Merkmale 2. bis 4. und 17. werden durch die Trennung der Rolle von Collections
und den Iteratorrollen dokumentiert. Bei dem Merkmal 10. wird die Vererbungsstruktur auf der
Rollenebene durch eine Rolle, eine Rollengruppe und deren Rollenäquivalenz realisiert. Gegen das
Merkmal 8. wird in diesem Modell nicht verstoÿen, da die Klasse GenericCollection konkrete
Unterarten von Collections gleichermaÿen darstellt wie deren abstrakte Oberklassen. Die Merkmale
18. und 21. bis 25. können nicht durch das hier dargestellte Modell dokumentiert werden.
Alle Merkmale, die ausschlieÿlich durch Dirk Riehle erwähnt werden, können durch die Darstellung
mit dem CROM beschrieben werden. Die Rolle des Klienten wird nicht explizit modelliert, da
deren Möglichkeiten in der Klasse IteratorPattern aufgeführt sind. Auÿerdem wird die Rolle der
Elemente durch ein Attribut in der Klasse Collection ersetzt. Dadurch werden die Merkmale 26.
und 29. dargestellt.
Das Diagramm 3.24 zeigt, dass die hier vorgestellte Darstellung des Entwurfsmusters 23 der 30
gefundenen Merkmale graphisch dokumentieren kann. Fast alle Merkmale, die nicht beschrieben
werden können, sind in dem Bestandteil Implementation in der Darstellung der Gang of Four zu
nden. Diese nutzt oft Text, dokumentiert viele Merkmale aber auch durch graphische Elemente und
Beispielcode. Dirk Riehle dagegen benutzt vor allem eine graphische Darstellung zur Beschreibung
des Entwurfsmusters.
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Abbildung 3.25: Klassenmodell des Mediator Pattern
3.4.2 Mediator Pattern
Das Mediator Pattern kapselt das kooperative Verhalten von mehreren Objekten im Mediator.
Dadurch wird es vom individuellen Verhalten separiert und ist nicht auf die Objekte verteilt. Mit
dem Entwurfsmuster lässt sich eine Many-to-many -Interaktionen vermeiden.
Dokumentation
Die Abbildung 3.25 zeigt das Klassendiagramm des Mediator Pattern. Es enthält drei Klassen.
Die erste ist der Compartment Type MediatorPattern. Die zweite Klasse, GenericColleague,
kann die Rolle Colleague übernehmen und besitzt die Methode operation, welche das individuelle
Verhalten der Colleagues darstellt. Als dritte Klasse ist GenericMediator zu sehen. Diese steht
für alle Klasse, welche die Mediatorrollen können spielen.
In der Abbildung 3.26 ist das Rollenmodell zu sehen. In diesem sind die Rollen des Mediators sowie
die Rolle Colleague ersichtlich. Zu der erstgenannten Art von Rollen gehören Mediator und die
konkreten Mediatorrollen. Diese sind in der Rollengruppe ConcreteMediators zusammengefasst.
Die Rolle Mediator gibt ein Interface für die konkreten Mediatorrollen und eine Standartimple-
mentierung für die Methoden notification, welche den Mediator über Zustandsänderungen der
Colleagues informiert, invokeColleagues, addColleague und removeColleague vor.
Die Methode invokeColleagues beinhaltet das kooperative Verhalten der Colleagues. Dieses
wird von deren individuellen Verhalten getrennt und in den Mediatorrollen gekapselt. Diese Methode
wird in den konkreten Mediatorrollen überschrieben, sodass das jeder konkrete Mediator eigenes
kooperatives Verhalten ausführen kann. Über die Methoden addColleague und removeColleague
kann der Mediator seine Referenzen zu den Colleagues zur Laufzeit verwalten. Diese Referenzen
werden durch die Relation Mediator-Colleague erfasst.
Die Rolle Colleague besitzt die Methode notificate, welche die Funktion notification der
Mediatorrollen aufruft. Auÿerdem kennt ein Objekt, welches die Rolle Colleague spielt, seinen
Mediator. Diese Referenz kann durch die Methode setMediator verwaltet werden.
In einer sinnvollen Instanziierung des Entwurfsmusters gibt es mindestens eine Klasse, die die Rol-
le Mediator spielt. Durch die Rollenäquivalenz zwischen dieser und der Rollengruppe Concrete-
Mediators folgt, dass auch diese Gruppe mindestens einmal gespielt werden muss. Die Rolle
Colleague dagegen muss nicht zu jeden Zeitpunkt übernommen werden. Diese wird zum Bei-
spiel noch nicht gespielt, wenn die Colleagues erst zur Laufzeit zum Mediator hinzugefügt werden
sollen. Daraus folgen die Occurrence Constraints des Rollenmodells.
In diesem ist , zwischen der Rolle Mediator und der Rollengruppen der konkreten Mediatorrollen,
eine Rollenäquivalenz zu sehen. Die erwähnte Rolle hat deswegen einen abstrakten Charakter inne.
Das heiÿt, dass eine Klasse nie alleine die Rolle Mediator spielen kann, ohne auch genau eine Rolle
aus der Rollengruppe ConcreteMediators zu übernehmen. Das genau eine Rolle übernommen
werden muss, wird durch das Role Group Constraint der genannten Rollengruppe erzwungen.
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Abbildung 3.26: Rollenmodell des Mediator Pattern
Zwischen den Rollen Mediator und Colleague gibt es eine Relation. Diese drückt aus, dass
ein Mediator im Entwurfsmuster Methoden auf den Rollen der Colleagues aufruft und umgekehrt.
Dies geschieht in den Methoden invokeColleagues und notificate. Der Mediator referenziert
auÿerdem Objekte, welche die Colleagues spielen und über den Mediator miteinander kommuni-
zieren. Ein Mediator muss dabei nicht zu jeden Zeitpunkt solche Referenzen besitzen. Ein Objekt,
welches die Rolle Colleague erfüllt, gehört aber immer genau zu einem Mediator.
Evaluation
Die folgenden Merkmale werden durch die Gang of Four im Bestandteil Motivation textuell be-
schrieben.
1. Das Entwurfsmuster kapselt, wie Objekte miteinander interagieren. Der Mediator
stellt einen Kontenpunkt für die Kommunikation von Objekten dar. Dieses Merkmal
wird zusätzlich im Bestandteil Intention textuell dokumentiert. Das Merkmal wird ebenfalls
durch Riehle textuell erwähnt.
2. Die Interaktionspartner werden im Mediator explizit referenziert und können zur
Laufzeit geändert werden. Das Merkmal wird zudem in den Bestandteilen Intention und
Konsequenzen textuell erfasst.
3. Interagierende Objekte kennen nur den Mediator, nicht den Interaktionspartner mit
dem über den Mediator zusammengearbeitet wird. Dieses Merkmal wird zusätzlich in
dem Bestandteil Teilnehmer textuell beschrieben.
4. Der Mediator sammelt das kooperative Verhalten, sodass dieses leicht durch Än-
dern einer Klasse variiert werden kann. Das Merkmal ist zudem textuell im Bestandteil
Konsequenzen dokumentiert.
Die folgenden Merkmale werden im Teil Anwendbarkeit textuell beschrieben.
5. Das Entwurfsmuster sollte angewendet werden, wenn mehrere Objekte wohldeniert,
aber auf komplexe Weise miteinander interagieren.
6. Das Entwurfsmuster sollte angewendet werden, wenn viele Objekte zeitgleich mit-
einander interagieren.
7. Das Entwurfsmuster sollte angewendet werden, wenn sich mehrere Klassen Verhal-
ten teilen sollen, ohne von einer gemeinsamen Klasse zu erben. Dieses Merkmal wird
ebenfalls in dem Teil Konsequenzen textuell beschrieben.
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Die folgenden Merkmale werden im Teil Struktur graphisch dargestellt.
8. An dem Entwurfsmuster nehmen folgende Klassen teil:Mediator, ConcreteMediator,
Colleague und die konkreten Colleague-Klassen.
9. Die Klasse Mediator ist abstrakt.
10. Die Klasse ConcreteMediator erbt von Mediator.
11. Die Klasse ConcreteMediator agiert mit den konkreten Colleague-Klassen.
12. Die Klasse Colleague ist abstrakt.
13. Die Klasse Colleague besitzt eine Referenz zum Mediator.
14. Die konkreten Colleague-Klassen erben von Colleague.
Die Merkmale 8., 11. und 13. werden zusätzlich im Bestandteil Teilnehmer textuell erfasst. Auch
die folgenden Merkmale werden, sofern nicht anders angegeben, in diesem Teil beschrieben.
15. Die Klasse Mediator deniert das Interface zum Kommunizieren mit Colleague-
Objekten.
16. Die Klasse ConcreteMediator speichert seine Colleague-Klassen.
17. Die Klasse ConcreteMediator implementiert das kooperative Verhalten unter Benut-
zung von Colleague-Objekten. Dieses Merkmal wird ebenso in dem Teil Kollaborationen
durch Text dokumentiert.
18. Die Colleague-Objekte rufen Methoden des Mediators auf, um mit anderen Col-
league-Objekten zu interagieren. Das Merkmal wird nur im Bestandteil Kollaborationen
textuell beschrieben.
Die folgenden Merkmale werden im Bestandteil Konsequenzen textuell dokumentiert.
19. Das Entwurfsmuster ersetzt eine Many-to-many -Interaktion, von dem Colleagues
zueinander, durch eine One-to-many -Interaktion, zwischen dem Mediator und den
Colleague-Objekten.
20. Das Entwurfsmuster trennt das kooperative von dem individuellem Verhalten der
Objekte. Dadurch kann der Fokus auf das kooperative Verhalten gelegt werden.
21. Durch die Zentralisierung des kooperativen Verhaltens kann der Mediator eine hohe
Komplexität besitzen.
Die folgenden Merkmale werden im Bestandteil Implementation textuell dokumentiert.
22. Bei nur einem Mediator wird die abstrakte Klasse Mediator nicht benötigt.
23. Die Kommunikation eines Colleague-Objektes mit dem Mediator kann über folgende
Arten realisiert werden.
a) Die Colleague-Objekte schicken bei Änderungen ihres Zustandes eine Nachricht an den
Mediator. Dieser reagiert auf diese Änderung entsprechend.
b) Der Mediator besitzt eine spezielle Methode, welche zur Benachrichtigung des Mediators
durch die Colleague-Objekte benutzt wird. Dabei übergibt der Absender sich selbst als
Eingabeparameter.
Die Merkmale 9. bis 15., 21. und 23. werden neben ihren bisherigen Auftreten auch im Bestandteil
Beispielcode erläutert.
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Abbildung 3.27: Aufbereitung der 27 Merkmale des Mediator Pattern in den drei verschiedenen
Darstellungen
Die folgenden Merkmale werden durch Riehle graphisch dargestellt.
24. Am Entwurfsmuster nehmen folgende Rollen teil: Mediator und Colleague.
25. Die Rolle Mediator kann mehrere Colleague-Rollen referenzieren.
26. Die Rolle Colleague refenziert seinen Mediator.
27. Die Composition Constraints der Role Relationship Matrix [Rie09, S. 39] gelten.
Die Merkmale 1. bis 4. und 19. werden durch das hier vorgestellte Modell graphisch dargestellt.
Über die Methode invokeColleagues werden die Merkmale 1. und 4. erfasst. Das Merkmal 2.
wird durch die Funktionen removeColleague, addColleague sowie setMediator dargestellt.
Die Merkmale 3. und 19. werden dokumentiert, da im Entwurfsmuster keine Relation zwischen den
Colleague-Rollen eingezeichnet ist.
Weiterhin werden die Merkmale 8. bis 18. und 20. durch das Modell mit dem CROM erfasst. Dabei
werden die Klassen aus dem Merkmal 8. teilweise durch Rollen dargestellt. Die Merkmale 9., 10. und
15. werden durch das Zusammenspiel einer Rollen, einer Rollengruppe und einer Rollenäquivalenz
zwischen diesen dokumentiert. So erhält die Rolle Mediator einen abstrakten Charakter. Dadurch
wird das Vorgeben des Interfaces sowie die Vererbungsstruktur auf der Rollenebene gelöst. Die
Merkmale 11., 13. und 16. werden durch die Relation Mediator-Colleague dargestellt. Durch
die Methoden invokeColleagues und notificate werden die Merkmale 17. und 18. im Modell
erfasst. Dadurch, dass die Klasse GenericColleague stellvertretend für abstrakte und konkrete
Colleague-Klassen steht, werden die Merkmale 12. und 14. erfüllt.
Auch die Merkmale 7., 20. und 23. werden mit der Darstellung durch das CROM erfasst. Bei
den Merkmalen 7. und 20. wird dies durch die Trennung der Methoden invokeColleagues und
operation erreicht. Die Methoden notificate und notification helfen dabei, das Merkmal
23. darzustellen. Die Merkmale 5., 6., 21. und 22. können nicht dokumentiert werden. Von den
Merkmalen, die nur Riehle erwähnt, können alle graphisch dargestellt werden.
Das Diagramm 3.27 zeigt, dass durch die hier gezeigte Darstellung des Entwurfsmusters 23 der
insgesamt 27 Merkmale graphisch erfasst werden können. Die Merkmale, die nicht dokumentiert
werden können, werden in den Bestandteilen Anwendbarkeit und Implementation durch die Gang of
Four beschrieben. Diese nutzt bei ihrer Darstellung des Entwurfsmusters eine Mischung aus Text,
Graphiken und Beispielcode. Dirk Riehle dagegen beschreibt es hauptsächlich durch graphische
Elemente.
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4 Schlussteil
4.1 Abschlieÿender Vergleich
Im dieser Sektion werden die Ergebnisse der Evaluationen des 3. Kapitels zusammengetragen.
Mit diesen Ergebnissen wird im Anschluss diskutiert, inwiefern das CROM zur Beschreibung von
Entwurfsmustern genutzt werden kann.
Das Diagramm 4.1 und die Tabelle 4.3 zeigen den Überblick über alle gefundenen Merkmale der 9
betrachteten Entwurfsmuster. Im Kapitel 3 werden insgesamt 178 Merkmale ausgewertet, die durch
die Gang of Four speziziert sind. 86% dieser wurden textuell beschrieben. Durch Beispielcode
und graphische Elemente werden jeweils rund ein Drittel der Merkmale durch die Gang of Four
dokumentiert. Dies ist möglich, da ein Merkmal auch durch mehr als eine Beschreibungsform erfasst
werden kann. Keines der gefundenen Merkmale wird allein durch Beispielcode beschrieben. Daraus
kann man schlieÿen, dass 14% aller Merkmale graphisch, aber nicht textuell, durch die Gang of
Four dargestellt werden.
Durch Dirk Riehle werden 67 Merkmale der 9 Entwurfsmuster speziziert. Davon werden ungefähr
70% textuell und die Hälfte graphisch erfasst. Dies zeigt einerseits, dass Riehle die Entwurfsmuster
wesentlich kürzer als die Gang of Four dokumentiert. So umfasst die Darstellung der Gang of Four
mehr als die doppelte Menge von Entwurfsmustern. Andererseits verdeutlichen diese Zahlen auch
einen höheren Anteil graphisch notierter Merkmale. So werden 50% der Merkmale durch Riehle
graphisch dargestellt. Bei der Darstellung durch Gang of Four sind dies nur 35%.
Insgesamt werden in dieser Arbeit 228 einzigartige Merkmale herausgestellt. Einige von diesen
werden sowohl durch die Gang of Four, als auch von Dirk Riehle erfasst. 159 davon können durch
die Darstellung mit dem CROM dargestellt werden. Daraus folgt, dass mit diesem Modell 70% aller
gefundenen Merkmale graphisch dokumentiert werden können. Dieses Ergebnis spricht dafür, dass
ein Entwurfsmusterkatalog, der auf der Beschreibung mit dem CROM aufbaut, die Entwurfsmus-
ter verständlich darstellen kann. Dieser kann um textuelle Bestandteile erweitert werden, sodass
zum Beispiel Implementationshinweise, Hinweise zur Anwendung und die Intention eines Entwurfs-
musters erfasst werden können. Weiterhin können Beispiele mit der Angabe von Programmcode
verwendet werden. So können alle hier gefundenen Merkmale erfasst werden, während ein hoher
Anteil an graphisch notierten Bedingungen der Entwurfsmuster erreicht werden kann.
Ein ähnliches Ergebnis zeigt auch das Diagramm 4.2. Es zeigt, wie groÿ der durchschnittliche
Anteil an 216 einzigartigen Merkmalen ist, der durch die verschiedenen Darstellungen der Entwurfs-
muster erfasst wird. Die 12 Merkmale des Property Pattern werden hierbei nicht berücksichtigt,
da dieses Entwurfsmuster nicht durch die Gang of Four beschrieben wird. Man sieht, dass durch
das CROM mehr als doppelt so viele Merkmale, wie durch die Dokumentation von Dirk Rieh-
le erfasst werden. Die Gang of Four beschreibt 13% mehr Merkmale, als es durch das CROM
möglich ist. Dies lässt durch die Menge von Merkmalen erklären, die auf Grund ihrer Natur nicht
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Abbildung 4.1: Aufbereitung aller Merkmale der betrachteten Entwurfsmuster in den drei verschie-
denen Beschreibungsformen
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Abbildung 4.2: Durchschnittlicher Anteil der durch die drei verschiedenen Beschreibungsformen er-
fassten Merkmale für 8 der 9 betrachteten Entwurfsmuster
graphisch dargestellt werden können. Dieses Ergebnis kann als positiv ansehen werden. Immerhin
werden durch die rein graphische Notation des CROM bereits 70% aller auftretenden Merkmale
beschrieben. Diese kommt damit in die Nähe der sehr textlastigen Beschreibung durch die Gang
of Four. Dies ermöglicht, bei einer Erweiterung dieser Modelle zu einem Entwurfsmusterkatalog,
einen hohen Anteil von graphisch notierten Merkmalen.
Für alle Entwurfsmuster, einzeln aufgeschlüsselt, ist die gleiche Statistik in der Abbildung 4.4 zu
sehen. Bemerkenswert dabei ist, dass die Darstellung durch das CROM bei dem Mediator Pattern
genauso viele Merkmale wie die Gang of Four darstellen kann. Auch die Bridge, Decorator und
Iterator Pattern können das durch CROM ähnlich gut erfasst werden. Dirk Riehle dokumentiert
in jeden Entwurfsmuster deutlich weniger Merkmale als die Gang of Four und das CROM.
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Tabelle1
Seite 1
Entwurfsmuster Beschreibungsform CROM
textuell 23 9 0
Beispielcode 2 0 0
graphisch 8 4 21
Gesamt 26 10 21
textuell 20 5 0
Beispielcode 7 0 0
graphisch 4 3 20
Gesamt 24 5 20
textuell 20 5 0
Beispielcode 6 0 0
graphisch 10 4 19
Gesamt 21 8 19
textuell 17 4 0
Beispielcode 6 0 0
graphisch 6 4 14
Gesamt 19 6 14
textuell 17 4 0
Beispielcode 6 0 0
graphisch 6 4 13
Gesamt 19 6 13
textuell 16 8 0
Beispielcode 6 0 0
graphisch 9 4 19
Gesamt 21 9 19
textuell 21 1 0
Beispielcode 10 0 0
graphisch 11 5 23
Gesamt 25 6 23
textuell 19 1 0
Beispielcode 9 0 0
graphisch 7 4 23
Gesamt 23 5 23
textuell - 11 0
Beispielcode - - -
graphisch - 3 7
Gesamt - 12 7
alle Entwurfsmuster textuell 153 48 0
Beispielcode 52 0 0
graphisch 61 35 159
Gesamt 178 67 159
Gang of Four Dirk Riehle
Composite Pattern
State Pattern
Brigde Pattern
Object Adapter Pattern
Class Adapter Pattern
Decorator Pattern
Iterator Pattern
Mediator Pattern
Property Pattern
Abbildung 4.3: Übersichtstabelle über alle erfassten Merkmale der 9 Entwurfsmuster
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Abbildung 4.4: Anteile der durch die drei verschiedenen Beschreibungsformen erfassten Merkmale
für 8 der 9 betrachteten Entwurfsmuster
4.2 Diskussion
In den folgenden Abschnitten werden verschiedene Entscheidungen, die den Entwurf der Modelle
im 3. Kapitel betreen, erläutert und motiviert.
4.2.1 Adapter Pattern
In dieser Arbeit werden die beiden Varianten des Adapter Pattern1, welche die Gang of Four
gemeinsam beschreibt, in zwei einzelnen Abschnitten dokumentiert. Riehle unterscheidet diese Va-
rianten nicht. Er gibt nicht explizit an, ob er ein Class oder ein Object Adapter darstellt. Das von
ihm aufgestellte Rollenmodell deutet auf die zweitgenannte Variante hin. Die Trennung in dieser
Arbeit erfolgt, um die Übersichtlichkeit der Darstellung des Entwurfsmusters zu erhöhen. Damit ist
sichergestellt, dass die Dokumentation immer eindeutig einer Variante des Entwurfsmusters zuge-
ordnet werden kann. Dies wird dadurch notwendig, dass sich die Modelle der beiden Varianten des
Entwurfsmusters in der Darstellung durch das CROM in relevanten Eigenschaften unterscheiden.
Als Beispiel hierfür wären die teilnehmenden Klassen und Rollen zu nennen.
Auch die Evaluation der Modelle erfolgt getrennt, da sich die entwurfsmusterspezischen Merk-
male teilweise unterscheiden. So wird durch die Gang of Four speziziert, dass durch das Class
Adapter Pattern nur ein Adaptee pro Adapter benutzt werden kann. Bei dem Object Adap-
ter Pattern gilt diese Einschränkung nicht. Die Trennung der Dokumentation und Evaluation der
beiden Varianten des Entwurfsmusters hat den Nachteil, dass in dieser Arbeit Informationen red-
undant aufgeführt werden müssen. Beispiele dafür sind bestimmte Merkmale, wie die Intention des
Entwurfsmusters und Funktionalitäten von Klassen.
4.2.2 Klienten
Eine grundlegende Entwurfsentscheidung stellt die Frage dar, wie die Verantwortlichkeiten von
Klienten im Entwurfsmuster erfasst werden. Dies ist von besonderer Bedeutung, da fast alle in
dieser Arbeit behandelten Entwurfsmuster Klassen enthalten, welche Klienten darstellen. Objekte
dieser Klassen haben Interesse daran, Algorithmen anderer Objekte zu nutzen oder bestimmte
Objekte und deren Zustandsräume in besonderen Strukturen zu verwalten.
1Dieses wird ab der Seite 27 in beiden Varianten vorgestellt.
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Die Darstellung der Verantwortlichkeiten eines Klienten kann über eine Klientenrolle erfolgen,
in welcher diese über Methoden und Attribute festgelegt werden. Diese Lösung ermöglicht es,
eine Unterscheidung mehrerer Arten von Klienten zu treen, in dem das spezische Verhalten der
einzelnen Arten von Klienten in unterschiedlichen Rollen gekapselt wird. Ein Beispiel dafür ist das
Composite Pattern2. In diesem gibt es die zwei Rollen NodeClient und RootClient. Durch diese
wird zwischen Klienten, welche auf allgemeine Knoten der Baumstruktur zugreifen, und denen, die
mit dem Wurzelknoten interagieren, dierenziert.
Weiterhin ist es durch die Verwendung von Klientenrollen im Rollenmodell möglich, die Interak-
tionen der Klienten durch Relationen explizit einzuzeichnen und diese mit Relationship Constraints
zu versehen. Diese Bedingungen können durch die zweite im folgenden Absatz vorgestellte Lösung
nicht explizit dargestellt werden. Als einen Nachteil dieser Lösung ist zu nennen, dass neben die-
sen zusätzlichen Rollen auch mindestens eine stellvertretende Klasse im Modell angegeben werden
muss, welche die entsprechenden Klientenrollen übernimmt. Dadurch wird sowohl das Rollen- als
auch das Klassendiagramm vergröÿert.
Beim zweiten Lösungsansatz werden die Verantwortlichkeiten der Klienten durch Methoden des
Compartment Types erfasst. Dies ist zum Beispiel beim Decorator Pattern3 zu nden. Dort stellen
die beiden Methoden callNewOperation und callOperation der Klasse DecoratorPattern dar,
dass die Klienten des Entwurfsmusters Methoden der Komponenten aufrufen können. Dabei wird als
Eingabeparameter das Objekt angegeben, auf dem die entsprechende Methode aufgerufen werden
sollen. Diese Lösung hat gegenüber dem ersten Ansatz den Vorteil, dass die Modelle weniger an
Umfang gewinnen, um die Klienten und deren Funktionalitäten darzustellen.
4.2.3 Methoden und Attribute
Um die Vorteile der Rollenmodelle möglichst umfassend zu nutzen, wird beim Entwurf der Modelle
im Kapitel 3 darauf geachtet, möglichst viele Verantwortlichkeiten von Objekten im Rollendiagramm
zu notieren. Eine erste Ausnahme bilden dabei die Funktionalitäten von Klienten, wenn diese im
Compartment Type des Entwurfsmusters angegeben sind. Dies wurde bereits in der vorherigen
Sektion erklärt.
Eine Klasse im Modell besitzt auÿerdem Attribute und Methoden, wenn angenommen wird, dass
diese Klasse bereits zur Verfügung steht und nicht mit Blick auf die Benutzung des Entwurfsmusters
entwickelt wurde. Ein gutes Beispiel für eine solche Klasse stellt GenericAdaptee des Adapter
Patterns dar. Adaptee-Klassen werden durch die Gang of Four als Klassen charakterisiert, die
bereits vor der Entwicklung einer neuen Anwendung vorliegen und für diese genutzt werden sollen.
Sie können zum Beispiel aus einer API oder einem Framework stammen. In einem solchen Fall
ist es nicht sinnvoll, das Verhalten der Objekte dieser Klasse einer Rolle zuzuordnen. Die Objekte
besitzen die Methoden und Attribute auch ohne das Spielen einer Rolle.
Ein weiteres Beispiel dafür ist die Klasse GenericCollection und die Rolle Collection des
Iterator Pattern4. Es wird davon ausgegangen, dass die Collection-Klassen unabhängig von der
Verwendung des Entwurfsmusters entwickelt wurden. Daher ist das Attribut, was die zu speichern-
den Elemente stellvertritt, im Klassendiagramm verzeichnet. Dazu kommen die Methoden, die den
Zugang zu den Elementen ermöglichen. Diese Funktionalitäten werden in der Klasse der Collection
implementiert.
In der dazugehörigen Rolle Collection wird die Methode zum Erzeugen der Iteratoren spe-
ziziert. Dies ist dadurch begründet, dass diese Methode von den Iteratoren im Entwurfsmuster
abhängig ist. Diese Iteratoren werden als entwurfsmusterspezisch betrachtet. Dass heiÿt, dass das
gesamte Verhalten der Iteratoren in den Iteratorrollen bestimmt wird und so auch welche Iteratoren
zur Verfügung stehen. Daher kann die Methode, welche die Iteratoren erzeugt, nicht in der bereits
bestehenden Collection-Klasse implementiert werden.
2Dieses ist ab der Seite 17 zu nden.
3Dieses wird ab der Seite 33 vorgestellt.
4Siehe dazu Seite 45 und folgende.
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4.2.4 Klassen
In den Modellen des 3. Kapitels werden keine Vererbungsstrukturen von Klassen benutzt. Solche
könnte man bei Klassen verwenden, welche unabhängig von dem Entwurfsmustern entwickelt wur-
den. Bei diesen ist eine rollenbasierte Darstellung von Vererbungsstrukturen5 nicht sinnvoll nutzbar.
Das liegt daran, dass das Verhalten der Objekte dieser Klassen von dem Entwurfsmuster unabhän-
gig ist und damit nicht in dessen Rollenmodell speziziert werden kann. Damit fehlen Methoden
und Attribute um die Rollen, welche die Unterklassen darstellen, zu Unterscheiden.
Dadurch bleibt zur Darstellung nur die Möglichkeit, die Vererbungsstruktur in dem Klassendia-
gramm zu dokumentieren. Dies schränkt allerdings die Klassen, die die Rollen des Entwurfsmusters
spielen können, zu stark ein. Die Gang of Four benutzt in ihrer Darstellung der Entwurfsmuster oft
eine abstrakte Oberklasse und mehrere konkrete Unterklassen. Diese Struktur muss nicht immer
vorliegen. Dies ist zum Beispiel der Fall, wenn es nur eine Art einer bestimmten Klasse gibt. Dann
ist keine Vererbungsstruktur notwendig. Das erwähnt die Gang of Four nur textuell. Eine Verer-
bungsstruktur im Klassendiagramm verringert die Wiederverwendbarkeit der Modelle. Auÿerdem
erschwert sie es, Programmcode auf Konformität zu einem Modell zu prüfen. Deswegen werden für
die Modelle dieser Arbeit generische Klassen in den Klassendiagrammen benutzt. Diese lassen oen,
welche Klassen in welchen Strukturen die Rollen spielen dürfen. Gibt es besondere Anforderungen
an diese, wird das über Methoden und Attribute im Klassendiagramm erfasst.
Eine Ausnahme stellt das Property Pattern6 dar. In diesem ist eine Vererbungsstruktur zwischen
den Datentypen zu nden. Diese wird dort gebraucht, um die Übersichtlichkeit des Modells zu
erhöhen. So kann die Oberklasse stellvertretend für alle anderen Datentypen in Parameterlisten von
Methoden angegeben werden. Ohne diese Klasse müsste die Methode addProperty mit jeweils
einer Parameterliste für jeden Datentyp im Entwurfsmuster angegeben werden.
4.3 Zusammenfassung
4.3.1 Ergebnis
Die Ziele dieser Arbeit sind, die Wiederverwendbarkeit von Entwurfsmustern und das Verständnis für
diese zu erhöhen. Dazu wird ein rein graphischer Ansatz verfolgt, bei dem die Anzahl visuell darge-
stellter Merkmale maximiert werden soll. Dies kann, wie in den ersten beiden Kapiteln beschrieben,
positive Eekte auf den Entwicklungsprozess sowie die Qualität der entwickelten Software haben.
Wie im Abschnitt Abschlieÿender Vergleich dieses Kapitels umfassender aufgeführt wird, kön-
nen durch die Darstellung der Entwurfsmuster mit dem CROM 70% aller gefundenen Merkmale
graphisch dargestellt werden. Bei der Erweiterung der Modelle des 3. Kapitels zu einem Entwurfs-
musterkatalog, mit der die Einführung von textuellen Beschreibungen einhergeht, könnten alle
Merkmale beschrieben werden. Durch die Verwendung des CROM kann trotzdem ein hoher Anteil
von graphisch dokumentierten Merkmalen erreicht werden. Dies führt dazu, dass die Darstellung
der Entwurfsmuster verständlich und schnell erfassbar ist.
Dies wird unter anderem durch die rollenbasierte Darstellung der Entwurfsmuster ermöglicht.
Man kann in den vorgestellten Modellen sehen, dass durch diese Darstellungsform zwei Vorteile
gegenüber klassenbasierten Modellen genutzt werden. Diese werden im Abschnitt 2.1 erläutert.
Der erste Vorteil ist, dass die Verwendung von Rollen die Trennung von Verantwortlichkeiten einer
Klassen in verschiedenen Kollaborationen ermöglicht. Dadurch können vor allem Merkmale aus den
Bestandteilen Teilnehmer und Kollaborationen graphisch dargestellt werden. Diese werden durch
die Gang of Four und Riehle gröÿtenteils rein textuell beschrieben. Dabei ist auch die Möglichkeit
der expliziten Angabe von Methoden und Attributen in Rollen wichtig. Dies stellt einen Vorteil zur
rollenbasierten Repräsentation von Dirk Riehle dar.
5Eine solche ist im State Pattern auf Seite 39 in der Abbildung 3.17 ersichtlich.
6Siehe dazu Seite 43 und folgende.
59
Ein Beispiel, wie das kollaborationsspezische Verhalten der Klassen durch Rollen separiert wird,
ist beim Composite Pattern zu sehen. In diesem agiert die Klasse GenericComponent mit der
Klasse GenericClient. Dabei gilt es zwei Arten von Kollaborationen zwischen diesen Klassen zu
unterscheiden. Bei der ersten agiert der Client mit einen Knoten in seiner allgemeinen Bedeutung.
Das spezische Verhalten für diese Zusammenarbeit wird in den Rollen Node und NodeClient ge-
speichert. Interagiert ein Knoten in seiner Funktion als Wurzel der Baumstruktur mit einen Klienten,
wird das kollaborationsspezische Verhalten in den Rollen Root und RootClient vermerkt.
Der zweite Vorteil ist, dass durch die Rollendiagramme mehrere Klassenstrukturen zusammen-
gefasst werden. In den hier vorgestellten Modellen wird darauf geachtet, diese nicht durch das
Klassendiagramm einzuschränken. Deswegen wird in diesen mit generischen Typen gearbeitet. So
bleibt oen, welche Klassen welche Rollen spielen dürfen. Lediglich auf die Composition Constraints
und bestimmte Grundvoraussetzungen muss geachtet werden. Diese können Funktionalitäten be-
treen, die eine Klasse besitzen muss, um eine Rolle spielen zu können. Ein Beispiel dafür ist die
Klasse GenericColleague des Mediator Pattern7. Diese besitzt die Methode operation, wel-
che beliebige Algorithmen von Colleague-Klassen darstellt. Eine Klasse, die die Rolle Colleague
spielen will, muss diese Algorithmen besitzen, um sinnvoll an dem Entwurfsmuster teilzunehmen.
Durch diese Eigenschaft der vorgestellten Modelle wird das Ziel der Wiederverwendbarkeit der
Entwurfsmuster unterstützt.
Weiterhin werden die Entwurfsmuster in dieser Arbeit feingranular eingeteilt. Dafür wird eine
kombinierte Klassizierung genutzt, welche sich aus der Einteilung der Gang of Four und der
von Dirk Riehle zusammensetzt. Diese verwendet bei einer genauen Klassizierung des Zweckes
eines Entwurfsmusters durch Riehle dessen Einteilung. Hat dieser ein Entwurfsmuster einer der
Sammelkategorien zugeordnet, wird für dieses die ungenauere Klassizierung der Gang of Four
genutzt. Diese Einteilung ist durch ihre Präzision auch für eine Erweiterung der Modelle zu einem
Entwurfsmusterkatalog zu empfehlen.
4.3.2 Ausblick
Da in dieser Arbeit zu sehen ist, dass das CROM eektiv zur Darstellung von Entwurfsmustern ge-
nutzt werden kann, sollte über verschiedene weiterführende Untersuchungen nachgedacht werden.
Diese betreen erst einmal die bereits erwähnte Erweiterung der Modelle zu einem vollständigen
Entwurfsmusterkatalog. Bei dieser Erweiterung müssen verschiedene Punkte betrachtet werden. Zu
diesen zählt die Klassizierung der Entwurfsmuster und die Verwendung von textuellen Elementen
sowie Beispielen mit Programmcode oder Modellen auf der Instanzebene. Auÿerdem ist die Benut-
zung eines festen Schemas zur Dokumentation zu empfehlen. Ähnlich wie bei der Darstellung durch
die Gang of Four kann dies die Übersichtlichkeit und Vergleichbarkeit der Darstellung erhöhen.
Weiterhin kann die Verwendung des CROM durch die Entwicklung von Softwarewerkzeugen
gefördert werden. Zu diesen gehört ein Codegenerator, der aus den Modellen eines Entwurfsmusters
im CROM automatisiert Klassen- und Methodenrümpfe erzeugt. Dies könnte zum Model Driven
Development genutzt werden. Auÿerdem wäre auch ein Model Checker denkbar, der Quellcode auf
die Konformität zu einem gegebenen Modell prüft. Dies unterstützt die fehlerfreie Implementierung
eines Entwurfsmusters, sofern für dieses ein Modell im CROM erstellt wurde.
Auch die Komponierbarkeit dieser Modelle sollte untersucht werden. Man kann sich vorstellen, wie
ein Compartment Type eines Entwurfsmuster an einem anderen Muster teilnimmt. Dann spielt die
entsprechende Klasse eine Rolle in dem Rollenmodell des anderen Musters. Die Einsatzmöglichkeiten
und Grenzen dieser Vorgehensweise wären es Wert, in einer zukünftigen Arbeit betrachtet zu werden.
7Siehe dazu Seite 50 und folgende.
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