Fundamental Principles

A Plan Library. A fundamental technique for managing complexity
in all kinds of engineering design is to use standard building blocks whenever possible. An initial library of standard program building blocks for the routine manipulation of symbolic data (such as lists, sets, graphs and sequences) has been designed by C. Rich. This library has approximately 400 entries organized into a taxonomic hierarchy. An important feature of this library is that it is not biased towards either program analysis or synthesis, but rather attempts to capture the knowledge underlying both. The library also represents the implementation relationships between the building blocks.
The Plan Calculus. The plan calculus formalism has been developed in order to represent programs and program abstractions in a programming language independent manner. In his Ph.D. thesis, completed this year, C. Rich has extended and improved the plan calculus by providing an axiomatic semantics and adding a mechanism, called "overlays", for representing multiple points of view and the relationships between building blocks. Rich's axiomatization (which includes mutable data objects, i.e. side effects) is important for two main reasons. First, it formalizes the additivity of plans which is an important property for their ease of combination. Second, it provides a proof system in which the correctness of library entries can be verified.
The Programmer's Apprentice
Knowledge Based Editing. R. Waters has implemented a knowledge based program editing system. This system is an initial implementation of the programmer's apprentice. The system is composed of four basic parts: an analyzer which can construct the plan corresponding to a piece of program text; a coder which creates program text corresponding to a plan; a simplified plan library of common algorithmic fragments (much less powerful than the one described above); and an interactive module which makes it possible for a programmer to modify a program by modifying its plan. The greatest leverage provided by this system comes from the fact that a programmer can rapidly build up a program by referring to the plans in the library.
Other Applications
Translation. G. Faust has completed a proposal [8] for a Master's thesis which explores the application of ideas from this research to the problem of maintaining existing software written in COBOL. His system is designed to perform a semiautomatic translation of COBOL programs into a business data processing language called HIBOL. HIBOL is a very high level language in which data processing applications are not programmed procedurally, but rather described as a group of stereotyped operations acting on defined data sets. Since the HIBOL representation explicitly embodies the functional specifications of the application system, it is relatively easy to understand and maintain. Technology already exists for compiling and executing HIBOL. Faust's system is built on top of the analysis module implemented by Waters.
Debugging. D. Shapiro has completed a proposal [9] for a Master's thesis to develop an interactive debugging aid which exhibits a deep understanding of a narrow class of bugs. The debugging knowledge in this system is organized as a collection of independent experts which know about particular errors. These experts perform their function by applying a feature recognition process to the plan for a program and to the events which took place during the execution of the code. Shapiro's system makes use of the plan formalism and the analysis module of the knowledge based editor.
Compilation. R. Duffey has completed a proposal [10] for a Master's thesis in which he will develop a novel compiler strategy for generating high quality code. This research is a first step towards formalizing the expertise of the assembly language programmer in much the same way as we have been formalizing the expertise of the systems programmer.
He has found some of the same fundamental principles to be applicable. In particular, he is using a representation derived from the plan calculus and a library of standard implementation techniques.
Documentation. C. Frank (v scientist from Schlumberger-Doll
Research) has completed an initial exploration [12] into the feasibility of automatically generating program documentation based on recognition of standard programming cliches. R. Simmons is now obtaining some informal protocols in order to determine the utility of this kind of documentation.
For example, he is investigating whether this documentation improves performance on a program modification task. In the coming year we intend to study these configurations with the aim of extending the current plan library to include a taxonomy of standard plans for systems. We expect this may also entail making extensions to the plan calculus in order to represent global properties of programs, such as shared data, in a more perspicuous manner.
Dependency Directed Reasoning. Two important uses of dependency directed reasoning in software engineering are in constructing hypothetical arguments about the behavior of programs under certain conditions, and in the incremental analysis of program modifications. In the coming year we plan to explore the details of this kind of reasoning.
The Programmer's Apprentice
Interactive Synthesis. The next step in the development of the programmer's apprentice will be the implementation of the plan library developed by Rich, and its incorporation into the system. A new interactive module will then be implemented which takes advantage of the richer knowledge embodied in this new library. For example, in addition to invoking plans from the library by name, the user will be able to request the system to produce a "menu" of plans which are appropriate in the context of the design choices which have already been made. The system will also maintain a history of the design steps (represented in the plan calculus) and will be able to produce program text corresponding to intermediate and final points in the design. An initial milestone in this effort will be to achieve a complete synthesis scenario which starts from a very high level plan (corresponding to an abstract specification) for a common hash table routine and culminates in a complete Lisp program where all of the design decisions are chosen from menus constructed by the system. Plan Recognition. In parallel with the development of the interactive synthesis interface to the plan library described above, D. Brotsky will start to build a plan recognition interface to the library. His recognizer will take as input the partially analyzed plan for a program created by Waters' analysis module, and will further analyze it by recognizing instances of library plans embedded in it. This process may be thought of as constructing a design history which could have been used to generate the given program through interactive synthesis. An initial milestone in this effort will be to show that the recognizer can successfully invert the synthesis process by recovering the design history for a hash table routine from bare Lisp code created by interactive synthesis.
Interactive Program Evolution. We believe that engineering design involves a continual intermingling of synthesis and analysis steps. We therefore intend to combine the analysis and synthesis modules described above into a version of the programmer's apprentice which gives strong support for the incremental design and modification of programs. This will be facilitated by the fact that both the interactive synthesis and automatic analysis modules described above will be implemented using a shared library embedded in a truth maintenance system. The facilities provided by the truth maintenance system include some simple automatic deduction (propositional resolution and substitution of equals) and a general facility for maintaining logical dependencies between assertions.
Other Applications. The related work on translation, debugging, compilation, and documentation described above will continue.
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