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概 要
LMNtalは階層グラフ書き換えに基づく言語モデルであり、さまざまな計算モデ
ルの統合を目指すモデルである。また、LMNtalは実用言語として使えることを
目指していて、Javaによる実装も存在する。そのような特色から、もし LMNtal
で統合的な検証技術が確立されれば、グラフに基づく解りやすいモデル、実用言
語としての実装、統合的な検証技術によって、設計とコーディングと検証の同時
進行が可能となる。このような観点から LMNtalでの検証技術の研究は重要であ
るといえる。
そこで本論文では、そのような検証へのアプローチとして、LMNtalをセキュ
リティプロトコルの検証に用いることにした。LMNtalで検証するにあたって、セ
キュリティプロトコルで多用されるグローバルな値を表現しやすくするために、
hyperlinkというモデルを導入し、HyperLMNtalという言語モデルに拡張した。
さらに、その上で nondeterministic LMNtalを定義し、セキュリティプロトコル
を有限状態の書き換え系として扱うことによって検証する方法を提案した。本論
文では実際のセキュリティプロトコルであるNeedham-Schroderプロトコルをは
じめ、いくつかのプロトコルに対して拡張された LMNtalで実際に記述できるこ
とを確認し、Loweらによって指摘された脆弱性を検証できることを確認した。
第1章 はじめに
1.1 研究の目的と意義
1.1.1 実行系と検証系
ソフトウェアの実行系と検証系は基本的には別なものとして長年扱われてきた。
C言語や Javaなどの手続き型プログラムの検証は非常に煩雑であり、また他の検
証系で検査する場合でも特有の言語を覚えなければならないなど、面倒な作業が
必要であった。
一方 LMNtalは他の言語と違い、要素的なプログラミングが可能である。計算
資源を視覚的に表現することができ、ルールという書き換え規則は、具体的な
「操作」を直感的に表現できる。また、膜による計算の局所性や並行性など、数々
の現代的な計算のモデルを取り入れている。並列プログラミングを検証するペト
リネットなど、多くの検証系でグラフや書き換え系がよく用いられていることか
ら、LMNtalは検証との親和性が高いと思われる。さらに、このような特性を持
つLMNtalは単なる計算モデルとしてだけではなく、実際に使える言語を目指し、
研究されている。
そこで本論文では、LMNtalにおける統合的な検証の方法の確立を目指すため
の第一歩として、LMNtalを非決定的な有限状態書き換え系としてみることによっ
て、実行系と検証系をほとんど変えずに実現することを提案した。そのよい例と
して、セキュリティプロトコルの検証をテーマにした。
1.1.2 遷移図と構造図
人がプロトコルの動作を書くときはグラフを用いて書く場合が多い。人がグラ
フを用いて性質を記述するのは大きく分けて２つあると考えている。一つは状態
の遷移図で、もう一つは関係の構造の記述である。LMNtalは後者の表現に適し
ていると思われた。セキュリティプロトコルの図も後者であるため、性質を記述
するのに LMNtalは適していると考えた。
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1.1.3 セキュリティプロトコルの検証
セキュリティプロトコルの仕様は、非常に短く記述できるが、その仕様からは
人間がバグを推測するのは難しい。なぜなら、複数の主体が並行に動作するから
である。実際のネットワークプログラミングにもこのセキュリティプロトコルで
発生するようなエッセンスを含んだバグを記述することが多いのではないだろう
か。このようなエッセンスを、上記のような統合的な枠組みで検証できるように
なるのが大きな目標であるといえる。
1.2 本論文の構成について
２章で LMNtalという言語の構文規則や意味論を解説し、簡単な例を挙げる。
３章では本論文を執筆するにあたって、サーベイを行った他の計算モデルについ
て簡単に解説する。４章では LMNtalでプロトコルを記述しやすくするための拡
張について説明する。５章では実際のプロトコルを拡張されたLMNtalで記述し、
検証を行った。６章では本論文のまとめと今後の課題について論じる。
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第2章 グラフ書き換え言語LMNtal
について
この章では LMNtalの構文と意味論について、本論文を理解するのに十分な範囲
で説明する。詳しい個々の例や解説は LMNtalの紹介論文 [1]を参照するとよい
だろう。
2.1 階層グラフ書き換え言語LMNtal
階層グラフ書き換えに基づく言語モデル LMNtalは組み込み系などの極小規模
計算から広域分散計算まで、幅広い計算に関する概念の統一を目指す言語である。
多様な計算モデルの統合を目指すことと、実用言語としての実装の方式の確立の
両方向から研究が進められている。
2.2 LMNtalの構文規則
LMNtalの基本的な構文規則は以下のとおりである。
ただし、さらにこの規則の上で成立していなければならない条件がある。
リンク条件
プロセスのルール外 (本論文ではこれのことを単にmultisetと呼ぶ場合がある)
には，同じリンクが 2 回を越えて出現してはならない
構文条件
1. ルールは，ルールの左辺に出現してはならない
2. アトム集団は，ルールの左辺に出現してはならない
3. ルールの左辺に出現するルール文脈およびプロセス文脈は，セルの中に出
現しなければならない
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P ::= 0 (空/null)
| p(X1, ..., Xm) (アトム/atom)
| P, P (分子/molecule)
| {P} (セル (or膜)/cell)
| T : −T (ルール/rule)
T ::= 0 (空)
| p( X) (アトム)
| T, T (分子)
| {T} (セル)
| T : −T (ルール)
| @p (ルール文脈)
| $p[X1, ..., Xm|A] (プロセス文脈)
| p(∗X1, ..., ∗Xm) (アトム集団/aggregate)
A ::= [] (空)
| ∗X (リンク束)
表 2.1: LMNtalの構文規則
回数条件
1. ルールに出現するリンクおよびリンク束は、そのルールにちょうど２回出
現しなければならない
2. ルール左辺の１つのプロセス文脈の引数に出現するリンクは互いに異なっ
ていなければならない
3. ルール左辺のリンク束は互いに異なっていなければならない
4. ルールに出現するルール文脈名およびプロセス文脈名は，そのルールの左
辺にちょうど 1 回出現しなければならず，そのルール内のほかのルールに
出現してはならない
5. ルール左辺の各セルの最外部には，ルール文脈とプロセス文脈はそれぞれ
1 回を越えて出現してはならない
整合性条件
1. ルール内では，同じ名前のプロセス文脈の剰余引数に空（[]）とリンク束の
両方が存在してはならない
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2. ルール内では，同じ名前のプロセス文脈の引数の個数mはすべて一致して
いなければならない
3. ルールにおいて，同じリンク束が 2 つのプロセス文脈の剰余引数として出
現するならば，それらのプロセス文脈は同じ名前を持っていなければなら
ない
4. ルール内のアトム集団 p(∗X1, ..., ∗Xm) (m > 0)に対してプロセス文脈名
$qが 1 つ存在して，どの ∗Xi も，名前 $qをもつそのルール内のプロセス
文脈のどれかに，剰余引数として出現しなければならない
2.3 LMNtalの操作的意味論
操作的意味論については現在でも議論が進んでいるが、現時点で最新の操作的
意味論の詳細や論点については、文献 [3]を参照されたい。
2.3.1 プロセスの構造合同
プロセスにおける構造合同を定める。構造合同とは、ルールによるリダクショ
ンとは関係なく、０ステップで相互変換可能な規則のことである。これは以下の
ように定義される。
(E1) 0, P ≡ P
(E2) P,Q ≡ Q,P
(E3) P, (Q,R) ≡ (P,Q), R
(E4) P ≡ P [Y/X] Xは P の局所リンク
(E5) P ≡ P ′ ⇒ P,Q ≡ P ′, Q
(E6) P ≡ P ′ ⇒ {P} ≡ {P ′}
(E7) X = X ≡ 0
(E8) X = Y ≡ Y = X
(E9) X = Y, P ≡ P [Y/X] P はアトム，Xは P の自由リンク
表 2.2: LMNtalプロセスの構造合同
2.3.2 プロセスの遷移関係
LMNtalの遷移規則は以下の６つである。
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(R1)　
P −→ P ′
P,Q −→ P ′, Q　　 (R2)　
P −→ P ′
{P} −→ {P ′}
(R3)　
Q ≡ P 　 P −→ P ′　 P ′ ≡ Q′
Q −→ Q′
(R4)　{X = Y, P} −→ X = Y, {P}　　 (XおよびY はPに現れず、XとY は異なる)
(R5)　X = Y, {P} −→ {X = Y, P}　　 (Xは P のルール外に現れる)
(R6)　 Tθ, (T : −U) −→ Uθ, (T : −U)　　 (Tθはルール外に =を含まない)
表 2.3: LMNtalプロセスの遷移関係
(R1)は計算の並行性を表し、(R2)は膜による計算の局所性を表す。(R3)は構
造合同を遷移関係に取り込むための規則である。(R4)、(R5)はセル内外の=に関
する特殊な中継処理を表す。(R6)がもっとも本質的な遷移規則で、ルールはプロ
セスに対する書き換え規則であり、書き換え後もルールは保存されることを示し
ている。代入規則 θは、ルール左辺にあるプロセス文脈やルール文脈のマッチン
グに関する規則である。
2.4 LMNtalルールの例 (reverse)
ここで、LMNtalルールの例として与えられたリストを逆順に並べ替える reverse
を紹介する。
reverse(X,Y) :- s(X,Z,Y),n(Z)　 - (1)
s(X,Y,Z),c(A,B,X) :- s(B,D,Z),c(A,Y,D)　 - (2)
s(X,Y,Z),n(X) :- =(Y,Z)　 - (3)
上の図は上記の３つのルールにそれぞれ対応している。reverse(X,Y)というアト
ムは、Xを入力、Yを出力とする関数のようなものと捉えることができる。３本
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の腕を持つアトム cは lispの consのようなものである。アトム nは終端を表す nil
のような意味を持っている。それぞれのルールが適用されていくと、最終的に逆
順となったリストが返ってくるようになっている。このように、LMNtalでは関
数とデータのような区別がないという点が特徴的な言語である。
上は実際にルールを長さが 3のリストに適用される様子を表した図である。
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第3章 さまざまなプロトコル検証系
の調査
3.1 Multiset rewritingよる検証系
3.1.1 Gamma
Gamma[8]は多重集合書き換えに基づく計算モデルで、J.-P. Banatreらによっ
て提唱された。たとえば、下記のGammaプログラムは、Multiset中の最大値を
計算するプログラムである。
max = [x, y, x≦ y⇒ y]
Gammaを用いた検証に関する研究としてあげられるのは主に２つで、Pascal
Fradet他らによる Structured Gamma[5]とDavid Mentreによるメモリコヒーレ
ンスプロトコル検証 [7]である。
Structured Gammaは、オリジナルのGammaに文脈自由文法で記述される独
自の型システム [6]を付け加えたものである。多重集合がルールの適用によって
も変化しない常に成り立つべき性質をこの型によって記述し、書き換えルールの
集合に対してこの性質を検証するというものである。検証の方法は、型の書き
換え規則を後ろ向きに推論していくという手法をとっている。この検証の枠組み
は、たとえばリストの処理を行う書き換えルールがあって、このルールが適用さ
れても結果がリストであるといったようなことを証明したいときに有効である。
Structured Gammaの型システムと検証の枠組みはLMNtalにも応用されている。
David Mentreによるメモリコヒーレンスプロトコル検証は、SVM(分散共有メ
モリ) 上のコヒーレンスプロトコルである Li and Hudakプロトコルを検証する
枠組みを提案している。基本的なスタンスとしては、上記の Structured Gamma
と同じで、性質の不変性を証明するという手法をとっている。メモリの状態を
Multisetで表現し、それを操作するルールでプロトコルを表現している。さらに、
Structured Gammaの型システムにあたる性質を記述する方法として、述語論理
の演算子と、ある要素の個数を表す記号と、不等式と、0か 1のみの自然数を導入
して、性質を記述する枠組みを定義した。この枠組みでは、オリジナルのGamma
に否定条件を付けることによって、「ある要素が存在しない」という条件を記述
できるようにしている。これによって、プロトコルの記述性が向上している。証
8
明の手順は、ルールセット（プロトコルにあたる）に対して最弱事前条件を求め、
その条件と記述された性質が一致するか調べる。この証明器はOcaml上で実装さ
れている。
3.1.2 MSR
MSR[9]は Ilianoによって提案されたMultiset Rewritingに基づくセキュリティ
プロトコル検証系である。Ver1～2ではFO Multiset rewritingと呼ばれる構文を
用いている。
∀ x1…xn.a(x)→∃ y1…yk.b(x, y)
記号∀によって、変数 x1…xnはマッチングの対象の変数であることが明記され、
記号∃によって、変数 y1…ynは新しく生成される対象であることが明記される。
MSRでは、この記号∃の機能によって、セキュリティプロトコルにおけるノン
ス（ランダムに生成される秘密の値）の生成を表現している。
Ver3ではさまざまな検証の手法を統合するというスタンスになってきていて、
State-BasedとProcess-Based両方の記述が可能な言語にするため、プロセス代数
のような記述が可能になっている。
書き換え処理系であるMaude上に実装されたVer2の処理系が存在する。
3.2 その他のモデル
3.2.1 BAN logic
BAN logic[12]はMichael Burrowsらによって提唱された、古くから知られてい
る論理的手法に基づくセキュリティプロトコルの検証系である。
3.2.2 ペトリネット
ペトリネットは２種類のノード（プレース、トランジョン）と、アークと呼ば
れるエッジで構成される有向グラフである。プレースの内部には identityを持た
ない要素であるトークンが分布しており、それぞれのトランジョンについて定義
してある書き換え規則に基づいて、トークンが増加したり消滅したりする。この
書き換え規則の適用を発火という。書き換えに並行性があることが特徴の一つで
ある。ペトリネットはグラフ理論や線形代数などによる静的解析の研究が豊富で
あり、有界性や不変性などの検証方法が研究されている。検証ツールとして実装
されているものとして、PEP toolがあげられる。PEP toolでは、到達性検査や
デッドロックの検証などの検証アルゴリズムが実装されている。
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3.2.3 ストランド空間
ストランド空間 [11]は Joshua Guttmanによって提唱されたプロトコル検証モ
デルである。ストランドとは、主体が送受信するメッセージに送受信を表す記号
(+,-)を付加したものである。ストランドの多重集合によってプロトコルの通信
の状態を記述することができる。あるプロトコルの通信において、すべての状態
を表現できる、一部分のストランドの集合をバンドルと呼ぶ。ストランド空間に
よる検証は、このバンドルについての性質を検証する。また、multiset rewriting
による検証との密接な関係が文献 [10]で論じられている。
3.2.4 プロセス代数
プロセス代数は並行プロセスの遷移や等価性などをモデル化、検証するための
枠組みである。プロセス代数の例として主にCCS、ACP、CSPがあげられる。
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第4章 LMNtalの拡張
プロトコルの記述性を高めるため、現状の LMNtalを拡張する方法を述べる。
4.1 膜の identity
LMNtalの膜はアトムと違い名前を持っていない。膜を使ってプロトコルを記
述する際に名前を記述すると可視性が向上するので、膜に名前を表すアトムを導
入する。
{name,a,b,c,…} ⇒ name:{a,b,c,…}
{name(X,Y),a,b,c,…} ⇒ name(X,Y):{a,b,c,…}
上記のように、名前を表すアトムは膜の左側に：を付けて記述することができる。
これは構文上の単純な書き換えである。
4.2 HyperLMNtal
LMNtalはリンク変数の出現を２回に限定するという条件がある。LMNtalで、
リンク条件を用いている理由は主に２つある。
• ガベージ コレクションが不要
• マッチングの高速化
１つ目は、リンクの出現が必ずペアになっているので、ひとつの参照が削除され
た場合、もうひとつの参照を自動的に削除することができる。もし同じリンク変
数の参照が３つ以上あったとしたら、ひとつのリンクが削除されても、他のリン
クが残るかもしれないので、ガベージ コレクションが必要になる。２つ目は、リ
ンクの出現が２つだと、必ず接続先のアトムが１つしかないため、マッチングが
効率よく行われるということである。
上記のように、リンク条件は主に実装上好都合なことが多いため導入されてい
るが、リンク条件のために記述しにくい場合が発生する。リンク変数の出現を無制
限に許すようなリンクを hyperlinkと呼ぶことにする。hyperlinkを含む LMNtal
を、HyperLMNtalと呼ぶことにする。
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LMNtalでは=の簡約規則がプロセスの合同規則として存在するが、HyperLM-
Ntalでは=を使わないことにする。なぜなら、LMNtalではリンク条件のため、１
つのリンクを書き換えるだけでよいが、HyperLMNtalの場合はリンクの数が複
数あり、１つの操作として現実的でないからである。LMNtalのリンク変数の特
徴として、一般的なプログラム言語における代入という概念がないということが
あげられるが、HyperLMNtalでは実質的には=が代入にあたる操作である。しか
し、これをあえて許さないことによって、膜内の書き換え操作の独立性を実現し
ている。また、HyperLMNtalでは今のところほとんど=を使わずに書くことがで
き、本論文中では必要としなかった。
HyperLMNtalの構文規則は以下のようになる。
P ::= 0 (空/null)
| p(X1, ..., Xm) (アトム/atom)
| P, P (分子/molecule)
| {P} (セル (or膜)/cell)
| T : −T (ルール/rule)
T ::= 0 (空)
| p( X) (アトム)
| T, T (分子)
| {T} (セル)
| T : −T (ルール)
| @p (ルール文脈)
| $p (プロセス文脈)
表 4.1: HyperLMNtal
この上で満たすべき構文の条件は以下のとおりである。
構文条件
1. ルールは，ルールの左辺に出現してはならない
2. ルールの左辺に出現するルール文脈およびプロセス文脈は，セルの中に出
現しなければならない
3. ルールに出現するルール文脈名およびプロセス文脈名は，そのルールの左
辺にちょうど 1 回出現しなければならず，そのルール内のほかのルールに
出現してはならない
自由リンクのリンク条件を気にせずプロセスをコピーできるので、プロセス文脈
の定義をシンプルでき、構文条件が少なくて済んでいる。
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4.3 HyperLMNtal to LMNtal
任意の HyperLMNtalのプログラムは、LMNtalへ自動的に変換することがで
きる。HyperLMNtalの遷移的意味論はこの変換によって定義される。この変換
は２通りの方法がある。ひとつは膜を使って管理する方法で、もうひとつはリン
クに対して自然数を割り当てる方法である。
4.3.1 膜を使った方法
hyperlinkは、膜を使って以下のように LMNtalでエンコードされる。
a(X),b(X),c(X) ⇒ hl:{n(X1),n(X2),n(X3)},a(X1),b(X2),c(X3)
膜で囲った hyperlinkを表すもの（上記の hl膜）をブランチという。同じ hy-
perlinkを表す異なるブランチのことを同名ブランチという。同名であるというこ
とを LMNtalプロセスでは、hl膜同士の結合で表現する。この結合を、ブランチ
がリンクするという。変換は２つのステップで行われる。１つ目はMultisetの変
換で、２つ目はルールの変換である。
Multisetの変換
1. 各 hyperlinkに対して、その存在する膜にブランチを生成する
2. 同名ブランチが兄弟膜にそれぞれ存在したとき、その兄弟膜の最初の共通
の親膜にはその同名ブランチが存在するようにする
3. 任意の本膜のブランチとその子膜の同名ブランチがリンクされた状態にする
4. すべての膜にグローバルルールセットを含める（ルールで生成される膜に
も含める）
すべての膜に存在するルール（グローバルルールセット）は以下のとおりで
ある。
(hl:{l(X),$p},hl{l(X),$q} :- hl{$p,$q}) //同一膜内にある同名ブランチ
は結合させる
(hl3(X1,X2,X3) :- hl:{l(X1),l(X2),l(X3)})
(hl2(X1,X2) :- hl:{l(X1),l(X2)})
(hl1(X1) :- hl:{l(X1)})
次に、実行時に常に成り立っているべき性質（ブランチの条件）を定義する。
13
• 同名ブランチが兄弟膜にそれぞれ存在したとき、その兄弟膜の最初の共通
の親膜にはその同名ブランチが存在し、その親膜の範囲内でリンクされて
いる
• 任意の本膜のブランチとその子膜の同名ブランチは、本膜の範囲内でリン
クしている
ルールの変換
1. 例のような変換を行う
2. 通常のルール適用後にブランチの条件を満たすようにリンクを張るルール
をルールセットに追加（追加するルールは、プロセステンプレートの膜階
層が有限であることから有限個である）
変換の例
1) プロセス文脈による消去
{$p} :- {}
=>
({$p[|*P]} :- {},hl1(*P))
2) プロセス文脈による移動
{$p} :- {},$p
=>
({$p[|*P]} :- hl2(*P,*P1),$p[|*P1])
3) プロセス文脈によるコピー
{$p},{$q} :- {$p},{$p,$q}
=>
({$p[|*P]},{$q} :- hl3(*P,*P1,*P2),{$p[|*P1]},{$p[|*P2],$q})
4.3.2 自然数で管理する方法
すべてのリンクを自然数に書き換えてしまう方法について説明する。ガードの
intと等式を使うと、以下のようにエンコードできる。
a(X,X,X) :- b(Y),c(X)
a($x1,$x2,$x3) :- $x1=$x2,$x1=$x3,newVar($y) | b($y),c($x1)
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新しいhyperlinkの生成には、ガードの機能であるnewVarを用いる。newVarは新
しい自然数を生成していく組み込み述語である。しかしこのエンコーディングで
は、HyperLMNtalで記述された以下のようなアトムがあったときに問題となる。
a(100)
これは、
a(X),100(X) : Xは hyperlink
と等価であり、右のアトムが 100を hyperlinkに対応する自然数と混同してしま
う可能性がある。そこで、hyperlinkを表す２引数の予約語アトム hl(X,Y)を導入
する。
a(X,X,X) :- b(Y),c(X)
a(hl($x1),hl($x2),hl($x3)) :- $x1=$x2,$x1=$x3,newVar($y)
　　　　　　　　　　　　　　| b(hl($y)),c(hl($x1))
これによって、a(100)は
a(hl(X)),100(hl(X)) : Xは hyperlink
となり、判別できる。
すべてのリンクが自然数に置き換えられると、膜を突っ切るリンクが存在しな
いので、膜間で自由にプロセスをコピーできる。結果として、通常の LMNtalで
はできないようなプロセス文脈の操作も可能になる。
{$p} :- {$p},$p
は
{$p[]} :- {$p[]},$p[]
と変換される。
4.3.3 ２つの方法の比較
自然数で管理する方法のほうが実装するに当たってシンプルかつ高速であるが、
ガードの高級な機能を用いているため、LMNtalの言語思想であるチャネルモビ
リティという点からみれば、膜を使った管理方法のほうが面白みがあるといえる。
計算モデルという立場からは膜を使って変換可能であるという点を考慮しつつ、
実装では自然数を使って管理するのがよいと思われる。
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第5章 HyperLMNtalによるプロト
コル検証
前章で定義したHyperLMNtalによってプロトコル検証をする方法を述べる。以
降、特に指定のない場合は、単に LMNtalと書かれた場合、HyperLMNtalを意
味する。
5.1 nondeterministic LMNtalによる検証
LMNtalは合流性を保障しない書き換えに基づく言語である。通常のLMNtalは
ひとつのリダクション列について実行される。しかし、nondeterministic LMNtal
は可能性のあるすべてのリダクション列について実行される。状態数が有限であ
れば停止するので、検証に用いることができる。
5.1.1 nondeterministic LMNtalの定義
プロセス P の一回のリダクション（１回のルール適用）後のプロセスを P ′と
する。この２つのプロセスの関係は P → P ′で表される。また、プロセス P が任
意回のリダクションでプロセスをP ′となるとき、このプロセスの関係はP →∗P ′
で表現される。「プロセスP を nondeterministic LMNtalで実行する」とは、プロ
セスPのすべてのリダクションの可能性P → ∗P ′について実行することである。
5.1.2 nondeterministic LMNtalによる検証
nondeterministic LMNtalによる検証のために、一つの予約語アトム failを定義
する。ユーザーは示したい性質をルールで記述し、もしその性質が満たされない
とき、プロセスを failに書き換えるルールを記述しておく。つまり、プロセスの
nondeterministic LMNtal での実行において、failが現れなかった場合は、その枠
組みのなかにおいて正しいことが証明されたことになる。
ただし、プロトコルを記述するときに注意すべき点は、停止しないプロセスが
存在するため、リダクションの可能性が有界であるようなプロセスを書く必要が
ある。
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5.2 Needham-Schroderの公開鍵プロトコル
このプロトコルは、信頼できる鍵サーバーと公開鍵を使って、お互いのノンス
を交換するプロトコルである。1995年に Loweによってなりすましによる脆弱性
が指摘された。
Needham-Schroder
1. A→ S : A,B
2. S→A : {Kb, B}K−1S
3. A→B : {Na, A}Kb
4. B→ S : B,A
5. S→B : {Ka, A}K−1S
6. B→A : {Na, Nb}Ka
7. A→B : {Nb}Kb
このプロトコルの、1,2,4,5は、サーバー SからAとBの公開鍵をそれぞれ取得す
るステップである。公開鍵があらかじめ各主体に与えられていると考えれば、こ
の４つのステップを省略できることは明らかである。よって、本論文では、この
プロトコルのうち鍵交換に本質的に関係のある以下の３つのステップに注目する。
1. A→B : {Na, A}Kb
2. B→A : {Na, Nb}Ka
3. A→B : {Nb}Kb
他のプロトコル検証に関する論文でも、Needham-Schroder公開鍵プロトコルを
下のほうの定義で紹介するものは多い。
5.2.1 LMNtalによる主体の表現
他の検証モデルと比較して、LMNtalの特徴は、膜を使うことにより計算を局
所化できるという点にある。LMNtalの膜をプロトコルにおける主体に割り当て
ることができれば、自然にエンコーディングできる。さらに LMNtalでは、ネッ
トワークなどの基本的な部分まで、統合的にモデリングが可能である。
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ネットワーク
LMNtalでは、膜の中のルールは、その膜の外のプロセスを操作できないとい
う性質がある。この性質は、ある種のセキュリティを確保していると見ることが
できる。我々はこの性質を利用してネットワークの性質を記述する。
net:{
nodeset:{node(A),node(B)},
princ:{id(A),sendbuf:{},recvbuf:{}}
princ:{id(B),sendbuf:{},recvbuf:{}}
(princ:{sendbuf:{$p},$q,@r},nodeset:{$s} :-
princ:{$q,@r},packet:{nodeset:{$s},$p}, nodeset:{$s}),
(packet:{nodeset:{node(X),$r},$p},princ:{id(X),$q,recvbuf:{$r}} :-
packet:{nodeset:{$r},$p},princ:{id(X),$q,recvbuf:{$p,$r}}),
({send(N),nodeset:{},$p} :- 0) //ゴミ消し
}
netはネットワーク全体を表す。この膜の中に princという主体をあらわす膜が存
在することになる。net膜にある nodeset膜は net膜中に存在する princ膜の IDの
集合である。IDは princ膜に一意に振られている識別子を表す。net膜に存在す
るルールセットは、princ膜の sendbuf膜にプロセスが挿入されたとき、nodeset
膜内にあるすべての IDの princ膜の recvbuf膜にそのプロセスを移動させるとい
う操作を表している。このようなモデル化によって、バス通信のような、ネット
ワーク上を流れるすべての通信は傍受することができるということが自然に表現
されている。sendbuf, recvbufのような外側の膜からの処理を主とするような膜
をシステムコール膜と呼ぶ。
正規の主体
次に正規の主体（悪意を持たない主体）の膜のルールセットを定義する。
princ:{
id(A),conn_to(B),
recvbuf:{},sendbuf:{},knonce:{},
// イニシエーター
(id(M),conn_to(X),sendbuf:{$p},knonce:{$q} :-
id(M),sendbuf:{enc(X):{nonce(N),id(M)},$p},
state_send(X,N),knonce:{nonce(N),$q}),
(id(M),state_send(X,N), recvbuf:{enc(M):{nonce(NX),nonce(N)},$p},
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sendbuf:{$q},knonce:{$r} :-
recvbuf:{$p},sendbuf:{enc(X):{nonce(NX)},$q},
knonce:{nonce(NX),$r},est_to(X)),
// レスポンダー
(id(M),recvbuf:{enc(M):{nonce(NX),id(X)},$p},sendbuf:{$q},knonce:{$r} :-
id(M),recvbuf:{$p},sendbuf:{enc(X):{nonce(N),nonce(NX)},$q},
state_recv(X,N),knonce:{nonce(N),nonce(NX),$r}),
(id(M),state_recv(X,N),recvbuf:{enc(M):{nonce(N)},$p} :-
id(M),recvbuf:{$p},est_from(X))
}
アトム conn to(X)は、主体Xと通信を開始するための命令を表す。knonce膜は
主体が知りえた nonceの集まりである。主体膜のルールセットは大きく２つに分
けられる。ひとつはイニシエーターを表すルールで、もうひとつはレスポンダー
を表すルールである。enc(X)膜は、主体 Xの公開鍵によって暗号化されたメッ
セージを表す。この表現方法は入れ子状態に暗号化されたメッセージも表現する
ことができ、とても自然なエンコーディングであるといえる。イニシエータの一
つ目のルールでは右辺にしか存在しないリンクNがあるが、これによってノンス
の生成を表現している。イニシエーター、レスポンダーともに自分の IDで暗号
化されたメッセージに対しては、その中にある nonceを knonce膜にコピーする
ようになっている。アトム state send(X,N)は、XへのノンスNを使った通信の
状態を保存しておくためのアトムである。state recv(X,N)も同様である。これら
のアトムによって、マルチクライアントに対応している。アトム est to(X)は主
体Xへの通信が完了したことを表し、アトム est from(X)は、主体Xからの通信
が完了したことを表す。hyperlinkで記述することにより、グローバルな値が書き
やすく、直感的に記述できていることがわかる。
5.2.2 通信のシミュレーション
上述によって定義されたプロセスで以下のように Aと Bの通信のシミュレー
ションを行うことができる。
net:{
nodeset:{node(A),node(B)},
princ:{id(A),sendbuf:{},recvbuf:{},knonce:{},conn_to(B)}
princ:{id(B),sendbuf:{},recvbuf:{},knonce:{}}
}
(ルールは省略)
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このプロセスは書き換えの合流性を持っているため、nondeterministic版でない
通常の LMNtalのプログラムとして実行できる。これを実行した結果、このプロ
セスは以下のようになる。
net:{
nodeset:{node(A),node(B)},
princ:{id(A),sendbuf:{},
recvbuf:{enc(B):{nonce(AN),id(A)},enc(B):{nonce(BN)}},
knonce:{nonce(AN),nonce(BN)},est_to(B)}
princ:{id(B),sendbuf:{},
recvbuf:{enc(A):{nonce(AN),nonce(BN)}},
knonce:{nonce(AN),nonce(BN)},est_from(A)}
}
(ルールは省略)
recvbuf膜には自分の送ったメッセージのみが残っている。また、knonce膜には
両方とも２種類の同じ nonce(X)が入っていることから、お互いにノンスを交換
できていることがわかる。
5.2.3 侵略者のモデル化と検証
侵略者
次に、このプロトコルに対する侵略者のモデル化を行う。なりすましとは、自
分の IDを偽って他人のＩＤにし、通信している相手を誤認識させることを言う。
princ:{
id(I), recvbuf:{}, sendbuf:{}, knowledge:{nonce(I1),nonce(I2)},
(recvbuf:{$p},knowledge:{$q} :- recvbuf:{},knowledge:{$p,$q}),
(knowledge:{enc(I):{$p},$q} :- knowledge:{dec(I):{$p},$p,$q}),
to(A,I),to(A,B),to(B,I),to(B,A), //to(X,Y)：Xに Yのつもりで送る
// イニシエーター
(id(M),to(X,Y),sendbuf:{$p},knowledge:{nonce(N),$q} :-
id(M),sendbuf:{enc(X):{nonce(N),id(Y)},$p},
knowledge:{nonce(N),$q},state_send(X,Y,N)),
(id(M),state_send(X,Y,N), knowledge:{nonce(N),$p},sendbuf:{$q} :-
id(M),knowledge:{nonce(N),$p},
sendbuf:{enc(X):{nonce(N),real_id(M)},$q},est_to(X)),
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// レスポンダー
(id(M),knowledge:{dec(M):{nonce(N),id(X)},nonce(NX),$p},sendbuf:{$q} :-
id(M),knowledge:{nonce(NX),$p},
sendbuf:{enc(X):{nonce(N),nonce(NX)},$q},state_recv(X,N)),
(id(M),state_recv(X,N),knowledge:{dec(M):{nonce(N)},$p} :-
id(M),knowledge:{$p},est_from(X))
}
攻撃者の知識は、knowledge膜に蓄えられる。前に説明したネットワークのモデ
ルによって、すべてのパケットが recvbufから受信され、knowledge 膜に蓄えら
れることになる。このプロトコルでは、公開鍵の性質と、鍵交換を行わないこと
から、「主体XはXの公開鍵で暗号化されたデータしか中身を見ることができな
い」ことは自明である。よって、レスポンダーは、自分の IDの公開鍵で暗号化
されたメッセージのみを解読できる。この性質を、knowledge膜内にある自分の
IDで暗号化されたデータの中身を knowledge膜にコピーすることで表現してい
る。このコピーの無限重複を防ぐため、encアトムを復号化済みを表す decアト
ムに書き換えている。
アトム to(X,Y)は、侵略者のイニシエーターが「XにYのつもりで送信する」た
めのメッセージを表す。イニシエーターはこのアトムを一つ消費して、一回のシー
ケンスを実行する。このシーケンスは state sendアトムによって状態を保存するの
で、イニシエーターのルールが無限回適用されることはない。state send(X,Y,N)
は、ノンスNを使ってXにYのつもりで通信中であるという情報を保持してい
る。ネットワークに流れるパケットを改変できないという性質から、レスポンダー
は偽装できないので、正規の主体と同じ動作をするようになっている。
また、real id(M)はイニシエーターの最後の送信時に本当の通信相手Mを教え
るアトムで、検証用のアトムである。これに対応して、princのレスポンダーの
ルールの最後の受信の部分を変更する。
(id(M),state_recv(X,N),recvbuf:{enc(M):{nonce(N),real_id(Y)},$p} :-
id(M),recvbuf:{$p},est_from(X,Y))
（変更箇所のみ表示）
上述のルールによって、アトム est from(X,Y)は、主体が認識した相手の IDを
X、実際の IDをYで表現する。
検証
今までに定義したモデルを使って検証を行う。初期プロセスは以下のように
なる。
net:{
21
nodeset:{node(A),node(B),node(I)}
princ:{id(A),conn_to(B),conn_to(I),knonce:{}}
princ:{id(B),conn_to(A),conn_to(I),knonce:{}}
princ:{id(I),to(A,I),to(A,B),to(B,I),to(B,A),
knowledge:{nonce(I1),nonce(I2)}}
}
(net:{princ:{est_from(X,Y)},nodeset:{node(X),node(Y),$q}} :- fail)
（ルール＆システムコール膜を省略）
ここでは、すべての主体同士が通信するような網羅的検証を行う。knowledge膜
に予め nonceが２つ含まれているのは、id(I)の princ膜で nonceの生成が起こる
のは、toアトムの第二引数が Iであるアトムの個数から、高々２回までであるこ
とがわかるからである。プロセスが failになるようなリダクション列があれば、
プロトコルのなりすましに対する脆弱性が発見されたことになる。この検証を実
行すると、以下のような脆弱性を発見できる。
1. A→ I : {Na, A}Ki
2. I(A)→B : {Na, A}Kb
3. B→ I(A) : {Na, Nb}Ka
4. I→A : {Na, Nb}Ka
5. A→ I : {Nb}Ki
6. I(A)→B : {Nb}Kb
I(A)は、Aの偽装をした Iを表す。
5.2.4 Needham-Schroder-Loweプロトコルの安全性検査
Needham-Schroder-Loweプロトコルは、Loweによって提案された、成りすま
しに対する脆弱性を補完した安全なプロトコルである。
Needham-Schroder-Lowe
1. A→B : {Na, A}Kb
2. B→A : {Na, Nb, B}Ka
3. A→B : {Nb}Kb
2番目のステップに送信者の idを付加することによって、流用を防いでいる。前
の検証と同じ枠組みにおいて、このプロトコルが安全であるか検査を行う。
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変更点
変更点は以下である。
正規の主体
// イニシエーターの第２ルール
(id(M),state_send(X,N), recvbuf:{enc(M):{nonce(NX),nonce(N),id(X)},$p},
sendbuf:{$q},knonce:{$r} :-
recvbuf:{$p},sendbuf:{enc(X):{nonce(NX)},$q},
knonce:{nonce(NX),$r},est_to(X)),
// レスポンダーの第１ルール
(id(M),recvbuf:{enc(M):{nonce(NX),id(X)},$p},sendbuf:{$q},knonce:{$r} :-
id(M),recvbuf:{$p},sendbuf:{enc(X):{id(M),nonce(N),nonce(NX)},$q},
state_recv(X,N),knonce:{nonce(N),nonce(NX),$r}),
攻撃者
// レスポンダーの第１ルール
(id(M),knowledge:{dec(M):{nonce(N),id(X)},nonce(NX),$p},sendbuf:{$q} :-
id(M),knowledge:{nonce(NX),$p},
sendbuf:{enc(X):{id(M),nonce(N),nonce(NX)},$q},state_recv(X,N)),
上記の変更を施して手動実行すると、failが現れずに実行が終了し、脆弱性が補
完されたことがわかる。
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5.3 Andrew secure RPCプロトコルの検証
BAN concrete Andrew secure RPC protocol
1. A→B : A,Na
2. B→A : {Na, K ′ab}Kab
3. A→B : {Na}K ′ab
4. B→A : Nb
このプロトコルはMichael Burrowsらによって考案された共通鍵交換プロトコル
である。このプロトコルはあらかじめ知っているAとBの共通鍵Kabを使って
通信をし、新しい共通鍵K ′abを交換し、お互いのノンスを交換する。1996年に
Loweによって脆弱性が指摘された。Needham-Schroderプロトコルと同じような
枠組みで LMNtalで検証を行うことが可能である。
5.3.1 LMNtalでのプロトコルの表現
ネットワーク
前節のネットワークのモデルはHUBのような傍受のみ可能なモデルであった
が、今回は攻撃者がネットワークを中継しているような状態のネットワークのモ
デルを考える。これはパケットの傍受だけでなく、すり替えが可能なモデルであ
る。また、盗み見を行う主体が攻撃者だけであるので、sendbuf膜に入ったパケッ
トはその指定されたアドレスの princ膜と intruder膜の recvbufに送るようになっ
ている。packet(X,Y):{}は主体 or攻撃者XからYへ送られるパケットを表す。
net:{
princ:{id(A),sendbuf:{},recvbuf:{}},
princ:{id(B),sendbuf:{},recvbuf:{}},
intruder:{id(I),sendbuf:{},recvbuf:{}},
(princ:{sendbuf:{packet(Z,Y):{$p},$q},$r},
intruder:{recvbuf:{$s},$t} :-
princ:{sendbuf:{$q},$r},
intruder:{recvbuf:{packet(Z,Y):{$p},$s},$t}),
(intruder:{sendbuf:{packet(Z,X):{$p},$q},$r},
princ:{recvbuf:{$s},$t} :-
intruder:{sendbuf:{$q},$r},
princ:{recvbuf:{packet(Z,X):{$p}})
}
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主体
次に主体を LMNtalで表現する。前節のNeedham-Schroderプロトコルと同じ
ように記述できる。
princ:{
id(A),sendbuf:{},recvbuf:{},
conn_to(B),
skey(KAB),
//イニシエーター
(id(M),conn_to(X),skey(K),sendbuf:{$p} :- id(M),state_send(1,X,N,K),
skey(K),sendbuf:{packet(M,X):{id(M),nonce(N)},$p}),
(id(M),state_send(1,X,N,K),
recvbuf:{packet(*,*){enc(K):{nonce(N),skey(NK)}},$p},sendbuf:{$q} :-
id(M),state_send(2,X,N,NK),recvbuf:{$p},
sendbuf:{packet(M,X):{enc(NK):{nonce(N)}},$q}),
(id(M),state_send(2,X,N,NK),skey(K),
recvbuf:{packet(*,Y){enc(NK):{nonce(NB)}},$p} :-
id(M),est_to(X,Y,N,NB),skey(NK),recvbuf:{$p}),
//レスポンダー
(id(M),skey(K),sendbuf:{$p},recvbuf:{packet(*,*):{id(X),nonce(N)},$q} :-
id(M),state_recv(X,N,NK),skey(K),
sendbuf:{packet(M,X):{enc(K):{nonce(N),skey(NK)}},$p},recvbuf:{$q}),
(id(M),state_send(X,N,NK),skey(K),
recvbuf:{packet(Y,*){enc(NK):{nonce(N)}},$p},sendbuf:{$q} :-
id(M),est_from(X,Y,NM,N),skey(NK),recvbuf:{$p},
sendbuf:{packet(M,X):{enc(NK):{nonce(NM)}},$q})
}
princ膜に存在するアトム skey(K)は、共通鍵を表す。アトム state sendの第一
引数の自然数は、通信の進行の状態を表す数字である。state recvは進行の状態
が一種類しかないため、自然数の引数はない。イニシエーターとレスポンダーの
ルールはそれぞれ対になっていて、プロトコルにおける主体を構成している。
攻撃者のモデル化
次に攻撃者のモデル化を行う。今回の攻撃者は、前節の攻撃者に比べて、より一
般的な攻撃者の定義になっている。一般的なので検証の手間が少し増えるが、記述
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の点で優れているため、このようなモデル化にした。攻撃者の知識は knowredge
膜によって表現される。knowredge膜は以下のような膜である。
• knowredge膜の要素はパケットと鍵、ノンス、IDである
• 受信したパケットは knowredge膜にコピーされる
• knowredge膜にある鍵で knowredge膜にある暗号化されたデータを複合化
し、その中身を knowredge膜に蓄える
書き換えを有限回で終わらせるため、toアトムと fromアトムによって、シーケ
ンスを制御している。toアトムはイニシエーター、fromアトムはレスポンダー
を実行する。to(X,Y)はXにYのつもりで送るという意味で、from(X,Y)はXか
らYのつもりで受信するという意味を表す。これらのアトム１つにつき、一回の
イニシエーターおよびレスポンダーのシーケンスが実行される。それぞれのシー
ケンスは２回の書き換えであり、state send、state recvアトムによって制御され
るため、書き換えは必ず停止する。イニシエーターとレスポンダーはそれぞれの
シーケンスで、受信されうる形のパケットを送信するが、knowledge膜の要素を
パケットに構成する方法と、knowledge膜の要素自体をパケットとして送信する
方法の２通りが考えられる。よって、それを２つのルールで表現した。
intruder:{
id(I),sendbuf:{},recvbuf:{},
knowledge:{nonce(I1),nonce(I2),skey(KIA),skey(KIB),id(A),id(B)}
recvbuf:{packet(X,Y):{$p},$q},knowledge:{$r} :-
recvbuf:{$q},knowledge:{packet(X,Y):{$p},$p,$r}
knowledge:{enc(K):{$p},skey(K),$q} :-
knowledge:{dec(K):{$p},skey(K),$p,$q}
to(A,I),to(A,B),to(B,I),to(B,A),
from(A,I),from(B,I),from(B,A),from(A,B),
//イニシエーター
(id(M),to(*,*),sendbuf:{$p},knowledge:{id(Y),nonce(N),$q} :-
id(M),state_send,sendbuf:{packet(M,Y):{id(Y),nonce(N)},$p},
knowledge:{id(Y),nonce(N),$q}),
(id(M),to(*,*),sendbuf:{$p},
knowledge:{packet(*,*):{id(Y),nonce(N)},$q} :-
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id(M),state_send,sendbuf:{packet(M,Y):{id(Y),nonce(N)},$p},
knowledge:{packet(*,*):{id(Y),nonce(N)},$q}),
(id(M),state_send,sendbuf:{$p},
knowledge:{id(Y),nonce(N),skey(NK),$q} :-
id(M),sendbuf:{packet(M,Y):{enc(NK):{nonce(N)}},$p},
knowledge:{id(Y),nonce(N),skey(NK),$q}),
(id(M),state_send,sendbuf:{$p},
knowledge:{packet(*,*):{enc(NK):{nonce(N)}},$q} :-
id(M),sendbuf:{packet(M,Y):{enc(NK):{nonce(N)}},$p},
knowledge:{packet(*,*):{enc(NK):{nonce(N)}},$q}),
//レスポンダー
(id(M),from(*,*),sendbuf:{$p},
knowledge:{id(Y),nonce(N),skey(K),skey(NK),$q} :-
id(M),state_recv,
sendbuf:{packet(M,Y):{enc(K):{skey(NK),nonce(N)}},$p},
knowledge:{nonce(N),skey(K),skey(NK),$q}),
(id(M),from(*,*),sendbuf:{$p},
knowledge:{packet(*,*):{enc(K):{skey(NK),nonce(N)}},$q} :-
id(M),state_recv,
sendbuf:{packet(M,Y):{enc(K):{skey(NK),nonce(N)}},$p},
knowledge:{packet(M,Y):{enc(K):{skey(NK),nonce(N)}},$q}),
(id(M),state_recv,sendbuf:{$p},knowledge:{id(X),nonce(N),$q} :-
id(M),sendbuf:{packet(M,X):{nonce(N)},$p},
knowledge:{id(X),nonce(N),$q})
}
検証
これまでに定義したネットワーク、主体、攻撃者を用いて検証を行う。検証すべ
き性質は、「est from(Y,*,*,*)が id(X)の princ膜に存在したとき、est to(X,*,*,*)
が id(Y)の princ膜に存在する」ということである。これが満たされていない場
合、Xは、Yの成りすましと通信したことになるからである。しかし残念なこと
に、”あるアトムが存在しない”という性質は LMNtalでは直接的に表現できな
い。よってここでは、「id(Y)の princ膜に、conn to(X)か state send(*,X,*,*)が
存在するとき、est to(X,*,*,*)は存在せず、逆もまた成立する」という性質を使っ
て表現している。
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net:{
princ:{id(A),conn_to(B),conn_to(I),skey(KAB),skey(KIA)}
princ:{id(B),conn_to(A),conn_to(I),skey(KAB),skey(KIB)}
intruder:{id(I),
knowledge:{nonce(I1),nonce(I2),skey(KIA),skey(KIB),id(A),id(B)}
to(A,I),to(A,B),to(B,I),to(B,A),
from(A,I),from(B,I),from(B,A),from(A,B)
}
}
(net{princ:{id(X),est_from(Y,*,*,*),$p},
princ:{id(Y),conn_to(X),$q},$r} :- fail)
(net{princ:{id(X),est_from(Y,*,*,*),$p},
princ:{id(Y),state_send(*,X,*,*),$q},$r} :- fail)
（ルール＆システムコール膜を省略）
これを実行すると failが返り、以下のような脆弱性を発見できる。
1. A→ I(B) : A,Na
2. I(B)→A : B,Na
3. A→ I(B) : {Na, K ′ab}Kab
4. I(B)→A : {Na, K ′ab}Kab
5. A→ I(B) : {Na}K ′ab
6. I(B)→A : {Na}K ′ab
7. I(B)→A : Ni
8. A→ I(B) : Nb
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第6章 まとめと今後の課題
6.1 まとめ
6.2 今後の課題
6.2.1 一般的な正当性の保障
現状の方法論では、主体、攻撃者が n人の場合やmultiple attackに一般的に対
応することができないため、プロトコルの限定された正当性しか主張できない。
しかし、一般的なセキュリティプロトコルにおける検証のエッセンスはたいてい
主体が 2～3人であったり、2～3重のmultiple attackのときに発生している。こ
の問題に対する大域的なアプローチとして、nondeterministic LMNtalプロセス
に対してある種のクラス（計算量）を与え、そのクラスによって実行の制御（有
限の状態空間に引き落とす）ができるかどうかを検討中である。
6.2.2 記述の冗長性の排除
LMNtalで表現した実際のプロトコルをみればわかるように、ルールセット内
には、イニシエータとレスポンダの２つのルールが記述されている。しかし、プ
ロトコルの仕様のように実際はお互いは相補的である。しかし、完全に対称的で
はない。イニシエーターからレスポンダーの自動生成はできるかどうかは課題の
一つである。
6.2.3 他のプロトコルの記述
文献 [13]にはさらにさまざまなセキュリティプロトコルに対する攻撃方法や脆
弱性のあるプロトコルが紹介されている。これらが LMNtalで表現可能かどうか
を調査するのも今後の課題であるといえる。
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