Abstract-In this paper, we present an effective approach to capture malware samples and track them by simulating and monitoring their network behavior. Furthermore, we design and implement a Malware Sample Capturing and Tracking System (MSCTS), which consists of unknown malware acquisition, automatic analysis, network behavior simulation and information statistics. Experimental results show that MSCTS can effectively capture malware samples, analyze and track them with a better precision. We also discuss some key methods of bot behavior analysis and botnet tracking with MSCTS.
INTRODUCTION
In recent years, one of major threats on the Internet is malware, which is the underlying root cause of most Internet security problems [1] . Malware comes in a wide range of variations and forms, such as worms, bots, Trojan horses and so on. For example, more and more network attackers prefer to use botnets [2] as an attack platform. New generation of botnets that depend on huge Bot Corps, are commonly used to send spam, host phishing web sites, scan the confidential information or business information. Moreover, malware could also be spread by botnets.
The goal of capturing and tracking scenario can be loosely grouped into three major categories. The first category is to establish the proactive honeypot [3] system and it is also an automated collection tool for malware samples on the web sites. The second category focuses on the malware action identification and the structure extraction from the network traffic content. Finally, the goal of the third category is to achieve a method of tracking malware samples by simulating their network activities.
In this paper, we implement a Malware Sample Capturing and Tracking system (MSCTS), which can achieve an efficient way of parallel analyzing and tracking malware samples, and also provides a great deal of real-time statistics which are valuable to research on malware defenses, such as botnet detection.
The remainder of this paper proceeds as follows. Section 2 illustrates the model of the MSCTS system and describes each part in detail. Section 3 shows basic methodology and approach of this paper. Section 4 gives the experimental result. Finally, section 5 describes the conclusion of our research.
II. SYSTEM MODEL
To meet the intrusion detection of large-scale and multitypes malicious code, we design and implement the MSCTS system. In particular, we use varies of collection, analysis and detection technology. The system consists of malware capture module, malware analysis module and malware trace module. Fig.1 shows the system structure. 
A. Malware Capture Module
Malware capture module is made up of malware amount distribution, malware resources, high-frequency malware sample statistics and so on. Specifically, this module automatically records the URL from public anti-malware web sites by crawler. We could recognize the URL containing PE file and write them to the URL list by this crawler. With the benefit of Capture-HPC [4] , the crawler analyzes the URL list and downloads the returned malicious software (i.e., malware) samples. An anti-malware company typically receives large numbers of new malware samples every day. We could exchange our captured samples with these security organizations to enrich the malware repository. Finally, this module uploads malware samples to database that operated by the control center server (CCS). The control center server adds a digital signature to ensure the uniqueness of each sample.
B. Malware Analysis Module Basing on Virtual Machine
For each sample, it is necessary to recognize the type and character of the threat that the malware performs. Malware analysis module includes the analysis of ports, network protocols, network behavior and crucial API functions. This module downloads the unanalyzed samples from database, and automatically runs these samples in VMs. For this, the system performs the execution traces of malware samples. Once the samples produced network behavior, malware analysis module will intercept and record the network traffic data that would be analyzed in limited time, and then upload the data to database. Moreover, it is possible that the malware samples may produce or turn out to be a new one during its operation. If the new pattern generates network traffic, it will be eventually stored in database after a limited time. The new sample will also be saved into database.
C. Malware Trace Module
We can use the malware trace module to simulate the network traffic contents and track them. Normally, malware may connect with the control server. The system records the network behavior between our host and the control server. Then, sum up and recognize the difference of tracking them for several times. At the same time, the trace module records the trace log and uploads to database.
D. Control Center Server
The Control Center Server (CCS) could connect the above-mentioned modules with database. The CCS has an intuitive user interface design. Users could view the information through pie chart, graphs, etc. These information include a great quantity of real-time data (available malware activities, habits, size, life cycle and so on) that provided to further botnet study. In order to facilitate remote control and management, MSCTS system uses management interfaces basing on a WEB browser.
III. BASIC METHODOLOGY AND APPROACH

A. Diversified access to catch malware samples
In network security, bots, Trojan horses and worms are collectively referred to as malware samples. Generally speaking, on the premise of botnet discovery, we need to obtain a mass of bots. According to this situation, we make a variety of methods combined together and then form a comprehensive long-term scheme of obtaining malware samples. The incredible statistics showed that this scheme can provide stable sources of obtaining real-time malicious software samples.
1) Capture-HPC Honeypot combined with malicious URL
list Capture-HPC is a high interaction client honeypot. It monitors the file system, the state of registry changes, network behavior and so on. As a result, Capture-HPC can reset the virtual machine to a clean state to allow for interactions with additional servers using that virtual machine.
The spider (i.e., web crawler) updates the malicious URL list every day. Capture-HPC dynamically analyzes each URL in the URL list, and downloads the PE files. Then these PE files run in the virtual system which established in a controlled environment.
We also installed some commonly used software of the earlier version, such as UUsee, Flash, MediaPlayer, etc.
These programs have known loopholes that could help the malicious code to run in the honeypot system.
2) Web crawler and Regular Expressions
This web crawler [5] is a Python-based program of a specific function for MSCTS system. At the first step, the program downloads the page of the initial URL, then it collects the new URL of compliance with requirements on the page. Continue to repeat the above actions until finding the required contents. At this point, the crawler's basic principle is to use breadth-first crawling strategy. In order to achieve the automatic extraction of critical data, this system uses regular expressions to parse the information on the web page. After that, the parsed contents are classified and stored in order to facilitate follow-up experiments.
3) Ensure the Uniqueness Property
Aiming at avoiding the analyzed data being repeatedly accessed, we use MD5 [6] to ensure the uniqueness property of each data. MD5 (Message-Digest algorithm 5) is a widely used cryptographic hash function with a 128-bithash value. Specified in RFC 1321, MD5 has been employed in a wide variety of security applications, and is also commonly used to check the integrity of files.
B. Key method of analyzing the behavior of bot sample 1) Detours-based method to intercept API function of bot behavior
Detours [7] could intercept arbitrary Win32 binary functions on x86 machines, edit the import tales of binary files, and attach arbitrary data segments to binary files. If malware samples have network interactions, we could view them as part of bots. Bots are controlled under a common Command and Control(C&C) infrastructure. The master controller must have a network interaction with each bot. Our behavioral profile is primarily based on the interaction of network traffic. Therefore, this system focuses on the API used on network service. According to some unpacking analysis of malware, we conclude the API list that our experiment needs.
There are some key API that Detours uses to intercept, for example, createProcess(), socket\WSASocket(), connect\WSAConnect(), send\WSASend(), recv\WSARecv(), ioctlsocket() and so on.
2) Analyzing bot with CWsandBox
CWsandBox [8] is a platform which allows malicious samples to execute in simulated environments, and the system calls are under close surveillance. A large amount of malwares can be analyzed and a detailed report will be provided by CWsandBox every day.
We can refer the report and compare with our intercepted malicious network traffic content. It helps us to analyze complicated samples.
C. New method of tracking malware samples
The malware with network interactive behavior is likely to be a bot, so we pay more attention to these malwares because they correspond to characteristics of bots. For tracking malware samples, our direct purpose is to find related botnets. To achieve this goal, we use the system to simulate a bot that periodically send a new request to bot master. At different time, the system records the network request, and gets the difference of the orders. Now there are many kinds of botnet tracking methods, for example, the typical IRC botnet [9] tracking, Conficker tracking [9] , Waledac tracking [9] and so on.
In this paper, we put forward the idea of dynamic tracking the known and unknown botnets by simulating their network behavior. This system has the active defense effect and early warning effect.
Our methodology to track botnets aims at C&C command. First of all, we extract the significant information from the network packets. In addition, we connect the bot master Server with the original commands from the command list. At last, we would check the difference between the two periods. The main commands that we use include connect, recv/recvfrom, send/sendto and so on.
IV. RESULT OF EXPERIMENT
A. Result of experiment of the malware capture module
The malware capture module was built in August 2009, According to the statistic data from August 2009 to March 2010, the total number of the samples is 7928. The samples obtained by Capture-HPC account for 20.25% of the total number of samples. The main source of capturing samples is crawler, accounting for 48.84% of the total number. After a long time experiment, we conclude that this module can stably obtain samples.
B. Result of experiment of the malware anlalysis module
According to approach described in previous sections, we focus on the samples which produce network behavior. The analysis module gets the network behaviors by Detours technology, and then the trace module simulates these behaviors. We record sending and receiving protocol of the interception, then directly send the same messages to the corresponding server. This process is repeated many times. Finally, we analyze the samples from the following three aspects shown in Fig.2 .
Since the number of malicious samples is tremendous and long-term monitoring consumes vast sources, we limit the time of bot analysis. Furthermore, the system connects bot tracking and analysis tightly. Finally, we get a long-term and efficient malware trace module.
It is possible that the tracking message is different from the message that we hooked by Detours. If botnets are active, perhaps there are new orders or new interactions to bots. The left picture of Fig.2 shows that 37 percent of the hooked message is different from the original message. The difference includes two aspects as following:
1) The periodicity of tracking malware samples By tracking a large number of samples, we find that there is periodicity and aperiodicity in malware network interactions. Periodicity refers to the consistency that there is no change in intercepted network traffic content at the appointed time. After the appointed time, it is possibly that the communication will fail or new traffic contents emerge, and then new periodicity starts.
Aperiodicity means that the receiving data packets at different time have discrepancy, and no periodic rules can be found. The discrepancy includes new orders from bot master, changes of connection command and update of new samples. The middle picture of Fig.2 shows that 31 percent is periodic sample and others are non-periodic.
2) The update of the malware samples When malware samples connect with the bot master, most of them will update themselves through downloading new data from the server. In some cases, although the malware may remain the same, its signature maybe changed. It is necessary to know whether the malware has been updated and what change it has made. The right one of Fig.2 depicts that about 11 percent of the samples update through downloading. Fig.3 illustrates the distribution of ports. More than 60 percent of the destination ports are port 80. It is more covert to use port 80. According to every trace by simulating the network behavior, we find that bot master perhaps uses many different ports. The distribution of source port is stochastic. It increases the difficulty of our detecting the attack. Fig.4 shows that the proportion relation of TCP and UDP protocol used by attackers, and the chart clearly interprets that bots of the experiment mainly use TCP protocol. In recent years, more and more network attackers prefer to use botnets as an attack platform. The tendency of traditional botnets attacking almost is Distributed Denial of Service (DDoS) attacks. Furthermore, many methods of network attacks use TCP protocol, such as sending spam, DNS Spoofing, Session Hijacking, etc.
C. Result of experiment of the trace module
We also get the conclusion that TCP-based attack is primary methods. [10] . According our statistics from August 2009 to March 2010, we found that the trend of botnets basing on HTTP is still very ascendant obviously. In this paper, we show that our MSCTS system can be effective in some effort: We present an approach to automatically intercept the malware samples that are captured by the system. Furthermore, the structure extraction from the network behavior of suspected malware samples is achieved. Then, as a result of the successful malware communication interception, we establish an automatic mechanism that tracks the network traffic of the malware samples. By simulating the tracking process, it is possible to collect as many network traffic data and network traffic difference as we can. Finally, we get a long-term and efficient system for capturing and tracking malware samples. According to the large-scale and real-time experimental data got from the MSCTS system, it could provide the early warning unknown botnets and benefit the research on further botnets. Moreover, we will optimize our methods directly towards detecting botnets for our further research.
