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Abstrakt
Cı´lem pra´ce je podrobneˇ popsat problematiku spjatou se specifikacı´ funkce If-then-else v
ru˚zny´ch oblastech jejı´ho vyuzˇitı´, uve´st striktnı´ definici te´to funkce v Transparentnı´ in-
tensiona´lnı´ logice (TIL), uka´zat jejı´ uzˇitı´ prˇi analy´ze veˇt spojeny´ch s presupozicı´ a na
prˇı´kladu komunikace agentu˚ v multiagentnı´m syste´mu demonstrovat vhodnost pouzˇitı´
TIL se striktnı´ definicı´ If-then-else jakozˇto prostrˇedku komunikace mezi agenty v multia-
gentnı´m syste´mu. Soucˇa´stı´ pra´ce bude rovneˇzˇ shrnutı´ za´kladu˚ TIL, popis jejı´ vy´pocˇetnı´
varianty – jazyka TIL-Script – a implementace funkce If-then-else (pro demonstracˇnı´ u´cˇely)
v ra´mci TIL-Scriptu.
Klı´cˇova´ slova: TIL, Transparentnı´ intensiona´lnı´ logika, TIL-Script, If-then-else, If-then-
else-fail, lazy evaluace, MAS, multiagentnı´ syste´m, komunikace v multiagentnı´m sys-
te´mu.
Abstract
The aim of the thesis is to describe issues associated with the specification of the If-then-
else function in various fields of application, introduce the strict definition of the function
in Transparent Intensional Logic (TIL) and show its use at the analysis of sentences that
come with a presupposition. An example of communication in a multi-agent system will
demonstrate suitability of using TIL with its strict definition of If-then-else as means of
communication of agents in multi-agent systems. The thesis will also include a brief
summary of the foundations of TIL, description of its computational variant – the TIL-
Script language – and implementation of the If-then-else function (for demonstration
purposes) within TIL-Script.
Keywords: TIL, Transparent Intensional Logic, TIL-Script, If-then-else, If-then-else-fail,
lazy evaluation, MAS, multi-agent system, communication in a multi-agent system.
Seznam pouzˇity´ch zkratek a symbolu˚
API – Application Programming Interface
ASCII – American Standard Code for Information Interchange
AST – Abstract Syntax Tree
EBNF – Extended Backus-Naur Form
GPS – Global Positioning System
IDE – Integrated Development Environment
TIL – Transparentnı´ intensiona´lnı´ logika
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31 U´vod
If-then-else je funkce, ktera´ podle pravdivosti vstupnı´ podmı´nky vra´tı´ jeden ze dvou da-
lsˇı´ch argumentu˚. Tato funkce by´va´ cˇasto oznacˇova´na jako non-striktnı´. Zjednodusˇeneˇ lze
toto tvrzenı´ vysveˇtlit tak, zˇe funkce vracı´ platny´ vy´stup i v prˇı´padeˇ, zˇe je neˇktery´ z jejı´ch
argumentu˚ nedefinova´n (prˇesneˇji ten, ktery´ nenı´ na za´kladeˇ podmı´nky vybra´n jako vy´-
stup). V programovacı´ch jazycı´ch se striktnı´ se´mantikou je takove´ chova´nı´ problematicke´
a podobne´ funkce nelze definovat na uzˇivatelske´ u´rovni. V TIL – Transparentnı´ intensio-
na´lnı´ logice (da´le jen TIL) je vsˇak striktnı´ definice mozˇna´ (dı´ky hyperintenzionaliteˇ TIL a
principu lazy evaluace).
Cı´lem te´to pra´ce je popsat problematiku specifikace funkce If-then-else, uka´zat prˇed-
nosti jejı´ specifikace v TIL, mozˇne´ aplikace v oblasti logicke´ analy´zy prˇirozene´ho jazyka
a take´ prˇi komunikaci agentu˚ v multiagentnı´m syste´mu. Da´le bude funkce If-then-else
implementova´na (pro demonstracˇnı´ u´cˇely) dle jejı´ striktnı´ definice v TIL v ra´mci jazyka
TIL-Script, komputacˇnı´ varianteˇ TIL.
1.1 Obsah jednotlivy´ch kapitol
Vdruhe´ kapitole prˇedstavı´me TIL – Transparentnı´ intensiona´lnı´ logiku. Jedna´ se o logicky´
syste´m s procedura´lnı´ se´mantikou vhodny´ mimo jine´ pro logickou analy´zu prˇirozene´ho
jazyka. Kapitola shrnuje za´kladnı´ definice a pojmy nutne´ pro orientaci v za´pisech TILu
a pochopenı´ kapitol na´sledujı´cı´ch. Da´le je uvedena metoda analy´zy jazykovy´ch vy´razu˚
v prˇirozene´m jazyce. Nakonec je shrnuta notace a notacˇnı´ zjednodusˇenı´, ktery´ch je cˇasto
vyuzˇı´va´no kvu˚li zprˇehledneˇnı´ a zvy´sˇenı´ srozumitelnosti za´pisu˚ v TILu.
Z TILu vycha´zı´ funkciona´lnı´ programovacı´ jazyk TIL-Script, ktery´ prˇejı´ma´ veˇtsˇinu
du˚lezˇity´ch rysu˚ tohoto logicke´ho syste´mu. TIL-Script je podrobneˇ popsa´n ve trˇetı´ kapitole.
Nejprve je rozebra´na syntax a na jednoduchy´ch prˇı´kladech je demonstrova´no, jaky´m
zpu˚sobem se v TIL-Scriptu zapisujı´ konstrukce TILu, jsou zde take´ popsa´ny rozdı´ly
mezi TIL a TIL-Scriptem. Po sekci s vysveˇtlenı´m syntaxe na´sleduje gramatika, na ktere´
stojı´ parser TIL-Scriptu, pro u´cˇely ilustrace je zde take´ uvedena derivace jednoduche´ho
programu.
Cˇtvrta´ kapitola je steˇzˇejnı´ cˇa´stı´ pra´ce. Veˇnuje se funkci If-then-else(-fail), jejı´ specifikaci
v predika´tove´ logice 1. rˇa´du, teorii programovacı´ch jazyku˚ a nakonec v TIL, kde jsou
uka´za´ny vy´hody jejı´ striktnı´ definice. Je zde rozebra´na celkova´ problematika specifikace
te´to funkce. Druhou cˇa´st trˇetı´ kapitoly tvorˇı´ zajı´mave´ aplikace te´to funkce, zejme´na tedy
vyuzˇitı´ v analy´ze veˇt s presupozicı´ a potazˇmo i v komunikaci inteligentnı´ch agentu˚ v
multiagentnı´m syste´mu, kde se tyto veˇty mohou vyskytovat. V poslednı´ cˇa´sti kapitoly
je uveden prˇı´klad zmı´neˇne´ komunikace agentu˚, ktery´ byl navrhnut tak, aby co nejle´pe
a nejsrozumitelneˇji demonstroval vhodnost pouzˇitı´ TIL jakozˇto prostrˇedku komunikace
agentu˚. Cela´ uka´zka komunikace agentu˚ byla take´ prˇevedena do TIL-Scriptu (soucˇa´st
elektronicke´ prˇı´lohy).
Pa´ta´ kapitolapopisujeuka´zkovou implementaci funkce If-then-elsev ra´mciTIL-Scriptu.
Bohuzˇel implementace interpretu TIL-Scriptu nenı´ zdaleka v takove´m stavu (zatı´m pouze
parser), aby se If-then-elsemodul mohl bez proble´mu do TIL-Scriptu integrovat. Byl tedy
4vytvorˇen pouze jednoduchy´ interpret TIL-Scriptu demonstrujı´cı´ chova´nı´ If-then-else dle
definice uvedene´ ve cˇtvrte´ kapitole. Soucˇa´stı´ kapitoly je popis implementace a ovla´da´nı´ in-
terpretu. V elektronicke´ prˇı´loze jsou soubory s uka´zkovy´mi aplikacemi funkce If-then-else
v TIL-Scriptu. V za´veˇru kapitoly je nastı´neˇn na´vrh mozˇne´ budoucı´ rˇa´dne´ implementace
reflektujı´cı´ neˇktere´ potı´zˇe, ktere´ se vyskytly beˇhem implementace uka´zkove´.
V za´veˇru nacˇrtneme dalsˇı´ mozˇny´ vy´voj jazyka TIL-Script.
52 Strucˇny´ u´vod do TIL
Transparentnı´ intensiona´lnı´ logika je logicky´ syste´m vytvorˇeny´ profesorem Pavlem Ti-
chy´m (1936-1994)[1]. TIL, stejneˇ jako jine´ logiky, je prostrˇedkem pro formalizaci prˇiro-
zene´ho jazyka za u´cˇelem odvozova´nı´ du˚sledku˚ tvrzenı´ a zkouma´nı´ vztahu mezi vy´zna-
mem a denota´tem jazykovy´ch vy´razu˚, avsˇak od ostatnı´ch logik se v mnoha ohledech
lisˇı´. Tiche´ho logika je jednı´m z nejexpresivneˇjsˇı´ch logicky´ch syste´mu˚, umozˇnˇuje prˇesnou
(doslovnou) analy´zu jazyka a dı´ky tomu se jejı´m pouzˇitı´m doka´zˇeme vyhnout logicky´m
chyba´m, ke ktery´m docha´zı´ aplikacı´ logik se slabsˇı´m vyjadrˇovacı´m apara´tem (naprˇı´klad
predika´tova´ logika 1. rˇa´du).
TIL se snazˇı´ o novy´ a netradicˇnı´ prˇı´stup k analy´ze prˇirozene´ho jazyka. Na rozdı´l
od tradicˇnı´ch syste´mu˚ s mnozˇinoveˇ teoretickou se´mantikou, TIL je λ-kalkul s procedu-
ra´lnı´ se´mantikou. Vy´raz vyjadrˇuje jako svu˚j vy´znam proceduru, kterou je nutno vykonat,
abychom dospeˇli k objektu, ktery´ dany´ vy´raz oznacˇuje. Tyto procedury jsou v TIL rigo-
rosneˇ definova´ny jako TIL konstrukce. Da´le uva´dı´m neˇktere´ charakteristicke´ rysy tohoto
bohate´ho logicke´ho syste´mu:
princip kompozicionality,
Vy´znam vy´razu je jednoznacˇneˇ da´n vy´znamy jeho podvy´razu˚.
antikontextualismus,
Prˇirˇazenı´ vy´znamu jednoznacˇne´mu vy´razu zu˚sta´va´ za vsˇech okolnostı´ stejne´, ne-
meˇnı´ se v za´vislosti na kontextu, jako je tomu u neˇktery´ch jiny´ch logik.
formalismus jako prostrˇedek (ne jako cı´l),
Logika je nauka o abstraktnı´ch mimojazykovy´ch objektech, ne o jazyce samotne´m.
Proto by meˇl zavedeny´ formalismus usnadnit logickou analy´zu, nemeˇl by se vsˇak
sta´t prˇedmeˇtem vy´zkumu.
antiaktualismus.
Aktualismus nese mysˇlenku, zˇe vy´znam vy´razu je da´n aktua´lnı´m sveˇtem (tj. sku-
tecˇny´m stavem nasˇeho sveˇta). TIL tento na´zor odmı´ta´ a pracuje s pojmem tzv.
mozˇny´ch sveˇtu˚. Mozˇny´ sveˇt lze pojmout jako chronologickou posloupnost mnozˇin
empiricky´ch faktu˚, ktere´ v neˇm platı´.
Tato kapitola vycha´zı´ z [2] (pokud nenı´ uvedeno jinak). Definice, sche´mata a tabulky
jsou prˇevzaty beze zmeˇny, prˇı´padneˇ s drobny´mi u´pravami, zbyly´ text strucˇneˇ shrnuje
rozsa´hlejsˇı´ cˇa´st zmı´neˇne´ knihy.
2.1 Za´kladnı´ definice a pojmy
2.1.1 Se´manticke´ sche´ma
TIL prˇicha´zı´ s pojmem konstrukce, abstraktnı´ algoritmicky strukturovane´ procedury.
Kazˇdy´ vy´raz v TIL vyjadrˇuje konstrukci, ktera´ dany´ objekt (oznacˇeny´ tı´mto vy´razem)
konstruuje (pokud neˇjaky´ takovy´ objekt existuje). Tento objekt je denota´tem dane´ho
6Obra´zek 1: Se´manticke´ sche´ma
vy´razu. Za´kladnı´m typem denota´tu je funkce. Le´pe to ilustruje se´manticke´ sche´ma 1, jezˇ
je rozsˇı´rˇenı´m Fregeho se´manticke´ho troju´helnı´ku.
2.1.2 Objektova´ ba´ze
Pro analyzovanou oblast (a tedy i jazyk, jenzˇ danou oblast popisuje) je trˇeba vybrat vhod-
nou objektovou ba´zi – kolekci vza´jemneˇ disjunktnı´ch nepra´zdny´chmnozˇin. Pro prˇirozeny´
jazyk se ukazuje jako nejlepsˇı´ objektova´ ba´ze, ktera´ obsahuje na´sledujı´cı´ atomicke´ typy:
o mnozˇina pravdivostnı´ch hodnot {P,N} (P – Pravda, N – Nepravda)
ι mnozˇina individuı´
τ mnozˇina cˇasovy´ch okamzˇiku˚ / rea´lny´ch cˇı´sel
ω mnozˇina logicky mozˇny´ch sveˇtu˚
Tabulka 1: Objektova´ ba´ze vhodna´ pro prˇirozeny´ jazyk
2.1.3 Typy rˇa´du 1
Nad objektovou ba´zı´ mu˚zˇeme budovat slozˇiteˇjsˇı´ objekty, tento proces popisuje na´sledujı´cı´
induktivnı´ definice.
Definice 2.1 Typy rˇa´du 1
Necht’B je ba´ze, pak:
(i) Kazˇdy´ prvek B je atomicky´ (elementa´rnı´) typ rˇa´du 1 nad B.
(ii) Necht’ α, β1, . . . , βm (m > 0) jsou typy rˇa´du 1 nad B. Pak kolekce (αβ1 . . . βm) vsˇech
m-a´rnı´ch parcia´lnı´ch funkcı´, tj. zobrazenı´ z Karte´zske´ho soucˇinu β1 × . . . × βm do α, je
molekula´rnı´ (neboli funkciona´lnı´) typ rˇa´du 1 nad B.
(iii) Nic jine´ho nenı´ typem rˇa´du 1 nad B nezˇ dle (i) a (ii).
2.1.4 Intenze a extenze
Intenze jsou objekty, ktere´ jsou za´visle´ na mozˇne´m sveˇteˇ, cˇasto by´vajı´ typu ((ατ)ω)1 –
zobrazujı´ mozˇne´ sveˇty do chronologiı´ objektu˚ typu alfa (ατ). Jsou oznacˇeny empiricky´mi
1Takove´to typy budeme pro jednoduchost znacˇit ατω .
7vy´razy jako naprˇı´klad „Prezident CˇR“. Extenze naopak na mozˇne´m sveˇteˇ za´visle´ nejsou.
Typicky jsou oznacˇeny matematicky´mi vy´razy, naprˇı´klad „1 + 1 = 2“.
Definice 2.2 Intenze a extenze
(α-)intenze jsou prvky typu (αω), tedy funkce z mozˇny´ch sveˇtu˚ do libovolne´ho typu α.
(α-)extenze jsou objekty typu α, kde α ̸= (βω) pro libovolny´ typ β, tedy extenze jsou α-objekty,
jejichzˇ dome´nou nenı´ mnozˇina mozˇny´ch sveˇtu˚.
2.1.5 Empiricke´ a analyticke´ vy´razy
Prˇedchozı´ definice intenzı´ a extenzı´ umozˇnˇuje zave´st pojem empiricky´, resp. analyticky´
vy´raz. V souvislosti s logickou analy´zou prˇirozene´ho jazyka jsou tyto pojmy cˇasto pouzˇı´-
va´ny, proto uva´dı´m jejich definici.
Definice 2.3 Empiricke´ a analyticke´ vy´razy, denota´t a reference
Vy´raz, ktery´ oznacˇuje nekonstantnı´ intenzi, tj. intenzi, ktera´ alesponˇ ve dvou „sveˇtamizı´ch“
(viz. 2.3) ⟨w, t⟩ naby´va´ ru˚zny´ch hodnot, nazveme empiricky´m vy´razem. Analyticky´ vy´raz
je vy´raz, jehozˇ denota´tem je bud’to extenze nebo konstantnı´ intenze nebo nema´ v zˇa´dne´m ⟨w, t⟩
denota´t.
U empiricky´ch vy´razu˚ rozlisˇujeme denota´t a referenci v dane´m ⟨w, t⟩.Denota´tem empi-
ricke´ho vy´razu je oznacˇena´ intenze I.Referencı´ ve ⟨w, t⟩ je hodnota (pokud vu˚bec neˇjaka´) intenze
I ve ⟨w, t⟩. Vy´raz bez denota´tu mu˚zˇe by´t pouze matematicky´ vy´raz, a ten je vzˇdy analyticky´.
2.1.6 Konstrukce
Konstrukce mu˚zˇeme cha´pat jako zobecneˇnı´ pojmu algoritmus. Jsou to strukturovane´
procedury, tj. skla´dajı´ se z podprocedur (uzˇita´ (ne pouze zmı´neˇna´) podprocedura se take´
oznacˇuje termı´nem konstituent), a lze je prove´st za u´cˇelem zı´ska´nı´ neˇjake´ho vy´stupu.
Jakozˇto abstraktnı´ mimojazykove´ objekty jsou uchopitelne´ pouze skrze neˇjakou verba´lnı´
definici. Jazykem pro za´pis konstrukcı´ je v TIL hyperintenziona´lnı´ parcia´lnı´ λ-kalkul.
Dı´ky parcialiteˇ pracujeme i s takovy´mi konstrukcemi, ktere´ po provedenı´ neda´vajı´
zˇa´dny´ vy´stup, jsou nevlastnı´ (viz. 2.1.8). Takove´to procedury mohou by´t prˇirˇazeny jako
vy´znam teˇm vy´razu˚m, ktere´ majı´ smysl, ale postra´dajı´ denota´t, naprˇı´klad „nejveˇtsˇı´ pr-
vocˇı´slo“.
Termy jazyka konstrukcı´ nejsou pouhou posloupnostı´ symbolu˚, ktere´ naby´vajı´ vy´-
znam azˇ s interpretacı´2, ny´brzˇ oznacˇujı´ prˇı´mo konstrukce, ne tedy prˇı´slusˇnou funkci,
ktera´ je konstruova´na. Z tohoto du˚vodu je pouzˇity´ λ-kalkul hyperintenziona´lnı´3. TIL
tedy rozlisˇuje mezi objekty a konstrukcemi, ktere´ tyto objekty konstruujı´, prˇicˇemzˇ objek-
tem, nad ktery´m konstrukce C operuje mu˚zˇe by´t i konstrukce (ne jen objekt v prave´m
slova smyslu, nekonstrukce), avsˇak nizˇsˇı´ho rˇa´dunezˇC. Objekty, na ktery´chma´ konstrukce
operovat, jı´ proto musı´me dodat pomocı´ jine´ konstrukce, nebot’cˇa´sti procedur mohou by´t
2Tak jak tomu je naprˇı´klad v predika´tove´ logice 1. rˇa´du.
3V intenziona´lnı´ch kalkulech by´va´ vy´znamem termu˚ funkce konstruovana´ procedurou, ktera´ dany´ term
ko´duje.
8jen podprocedury. Za tı´mto u´cˇelem jsou zavedeny 2 atomicke´ konstrukce, promeˇnne´ a
Trivializace.
Promeˇnne´ jsou konstrukce, ktere´ konstruujı´ objekty v za´vislosti na tzv. valuaci. Rˇı´ka´me,
zˇe promeˇnne´ v-konstruujı´, kde v je parametr valuace.
Trivializace funguje jako fixnı´ pointer na objekt. Je-li X objekt neˇjake´ho typu (i kon-
strukce), pak Trivializace objektu X, znacˇı´ se 0X, konstruuje objekt X.
Molekula´rnı´ konstrukce jsou konstrukce obsahujı´cı´ konstituenty jine´ nezˇ sebe same´.
Tyto podkonstrukce je nutne´ prove´st, pokud chceme prove´st danou molekula´rnı´ kon-
strukci. Molekula´rnı´ konstruce jsou tyto: Kompozice, Uza´veˇr, Provedenı´ (Execution) a Dvojı´
provedenı´ (Double Execution). Kompozice je operace aplikace funkce f na n-tici argumentu˚
A1, . . . , An za u´cˇelem zı´ska´nı´ hodnoty te´to funkce na zmı´neˇny´ch argumentech. Tato pro-
cedura mu˚zˇe selhat, tj. nevyprodukovat zˇa´dny´ vy´stup, pokud dana´ funkce nenı´ na do-
dany´ch argumentech definova´na. Uza´veˇr je procedura konstruujı´cı´ funkci f abstrakcı´ od
hodnot jejı´ch argumentu˚. Provedenı´ konstrukce C je ekvivalentnı´ C a selzˇe v prˇı´padeˇ, kdy
C nenı´ konstrukcı´, nebo je C nevlastnı´ konstrukcı´. Konstrukce vysˇsˇı´ch rˇa´du˚ mohou by´t
provedeny nadvakra´t, odtud Dvojı´ provedenı´.
Definice 2.4 Konstrukce
(i) Promeˇnna´ x je konstrukce, ktera´ konstruuje objekt O prˇı´slusˇne´ho typu v za´vislosti na
valuaci v; tedy x v-konstruuje O.
(ii) Trivializace: Je-li X jaky´koli objekt (extenze, intenze nebo i konstrukce), 0X je konstrukce
zvana´ Trivializace. Konstruuje objekt X bez jake´koli zmeˇny.
(iii) Kompozice [X Y1 . . . Ym] je konstrukce: Je-li X konstrukce, ktera´ v-konstruuje funkci f
typu (αβ1 . . . βm), a Y1, . . . , Ym v-konstruujı´ po rˇadeˇ objektyB1, . . . , Bm typu˚ β1, . . . , βm,
pak Kompozice [X Y1 . . . Ym] v-konstruuje hodnotu funkce f na argumentech B1, . . . , Bm
(tj. objekt typu α, pokud f ma´ na ⟨B1, . . . , Bm⟩ hodnotu). Jinak je Kompozice [X Y1 . . . Ym]
v-nevlastnı´, tj. ne (v-)konstruuje zˇa´dny´ objekt.
(iv) Uza´veˇr [λx1 . . . xm Y ] je konstrukce. Necht’ x1, x2, . . . , xm jsou navza´jem ru˚zne´ pro-
meˇnne´, ktere´ v-konstruujı´ po rˇadeˇ objekty typu β1, . . . , βm, a necht’Y je konstrukce, ktera´
v-konstruuje α-objekt. Pak [λx1 . . . xm Y ] v-konstruuje funkci f/(αβ1 . . . βm), a to takto:
Necht’ v(B1/x1, . . . , Bm/xm) je valuace, ktera´ se lisˇı´ od valuace v nanejvy´sˇ tı´m, zˇe prˇirˇa-
zuje objekty B1/β1, . . . , Bm/βm promeˇnny´m x1, . . . , xm. Je-li Y v(B1/x1, . . . , Bm/xm)-
nevlastnı´ (viz (iii)), pak funkce f nenı´ definova´na na ⟨B1, . . . , Bm⟩. Jinak je hodnotou funkce
f na argumentu ⟨B1, . . . , Bm⟩ α-objekt v(B1/x1, . . . , Bm/xm)-konstruovany´ Y.
(v) Provedenı´ 1X jekonstrukce, ktera´ bud’v-konstruuje objekt v-konstruovany´ konstrukcı´ X,
nebo pokudX nenı´ konstrukce nebo je v-nevlastnı´, je rovneˇzˇ 1Xv-nevlastnı´, tj. nekonstruuje
zˇa´dny´ objekt.
(vi) Dvojı´ Provedenı´ 2X je konstrukce. Tato konstrukce je v-nevlastnı´, pokud X nenı´ kon-
strukce, nebo pokud X ne v-konstruuje jinou konstrukci, nebo v-konstruuje v-nevlastnı´
konstrukci. Jinak, jestlizˇe X v-konstruuje konstrukci Y a Y v-konstruuje objekt Z, pak 2X
v-konstruuje Z.
9(vii) Nic jine´ho nenı´ konstrukce nezˇ dle (i)–(vi).
2.1.7 Rozveˇtvena´ hierarchie typu˚
Abychommohli s pomocı´ TIL analyzovat sˇirsˇı´ oblast prˇirozene´ho jazyka, je nutne´ rozsˇı´rˇit
drˇı´ve uvedenou teorii typu˚ 2.1. Dı´ky tomuto rozsˇı´rˇenı´ je nynı´ mozˇne´ popsat i slozˇiteˇjsˇı´
struktury nezˇ jen „obycˇejne´ objekty“. Naprˇı´klad ve veˇteˇ „Prˇemysl rˇesˇı´ rovnici sin(π) = x“,
kde objekt Rˇesˇit je typu (oι∗n)τω a ∗n je typ konstrukce (vı´ce v definici 2.5), ma´ individuum
Prˇemysl vztah k vy´znamu vy´razu – ke konstrukci sin(π) = x. V jednoduche´ teorii typu˚
bychom tento objekt vyja´drˇit nedoka´zali.
Definice 2.5 Rozveˇtvena´ hierarchie typu˚ nad ba´zı´ B
T1 (typy rˇa´du 1) byly definova´ny v sekci 2.1.
Cn (konstrukce rˇa´du n)
(i) Necht’ x je promeˇnna´, ktera´ v-konstruuje objekty typu rˇa´du n. Pak x je konstrukce
rˇa´du n nad B.
(ii) Necht’X je prvek typu rˇa´du n. Pak 0X, 1X, 2X jsou konstrukce rˇa´du n nad B.
(iii) Necht’X,X1, . . . , Xm (m > 0) jsou konstrukce rˇa´du n nad B. Pak [X X1 . . . Xm] je
konstrukce rˇa´du n nad B.
(iv) Necht’x1, . . . , xm, X (m > 0) jsou konstrukce rˇa´du n nad B. Pak [λx1 . . . xm X] je
konstrukce rˇa´du n nad B.
(v) Nic jine´ho nenı´ konstrukce rˇa´du n nad B nezˇ to, co je definova´no dle Cn (i)–(iv).
Tn+1 (typy rˇa´du n + 1) Necht’∗n je kolekce vsˇech konstrukcı´ rˇa´du n nad B.
(i) ∗n a kazˇdy´ typ rˇa´du n jsou typy rˇa´du n + 1 nad B.
(ii) Jsou-li α, β1, . . . , βm (m > 0) typy rˇa´du n + 1 nad B, pak (αβ1 . . . βm), tj. kolekce
parcia´lnı´ch funkcı´ – viz. T1 (ii), je typ rˇa´du n + 1 nad B.
(iii) Nic jine´ho nenı´ typ rˇa´du n + 1 nad B nezˇ dle Tn+1 (i) a (ii).
2.1.8 Nevlastnı´ konstrukce
Konstrukce mohou z urcˇity´ch du˚vodu˚ selhat. Termı´nem selhat je mı´neˇno prosteˇ to, zˇe
tyto konstrukce nekonstruujı´ zˇa´dny´ objekt. Takove´ konstrukce se nazy´vajı´ (v-)nevlastnı´
(anglicky „improper“).
Prˇı´cˇinou selha´nı´ konstrukce je cˇasto pokus o aplikaci funkce na argument, na neˇmzˇ
nenı´ dana´ funkce definova´na. Prˇı´klademmu˚zˇe by´t [0: x 00], tato konstrukce je v-nevlastnı´
pro kazˇdou valuaci promeˇnne´ x, nebot’funkce deˇlenı´ nenı´ definova´na pro zˇa´dnou dvojici
cˇı´sel, kde je druha´ slozˇka (deˇlitel) rovna cˇı´slu 0.
Konstrukce selha´vajı´ take´ kvu˚li chybne´mu typova´nı´. Jestlizˇe C nenı´ konstrukce rˇa´du
alesponˇ 1, pak je 1C nevlastnı´; analogicky pro C rˇa´du nizˇsˇı´ho nezˇ 2 je 2C nevlastnı´. Pokud
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X,Y1, . . . , Ym nejsou konstrukce typoveˇ vyhovujı´cı´ definici 2.4 (iii), pak je i [X Y1 . . . Ym]
nevlastnı´.
Trivializace (naprˇı´klad 0Martin, 05, . . . ) vsˇak nenı´ nikdy nevlastnı´. Stejneˇ je tomu
v prˇı´padeˇ Uza´veˇru. Mu˚zˇe se sta´t, zˇe funkce konstruovana´ Uza´veˇrem nema´ hodnotu pro
zˇa´dny´ vstup, takovou funkci oznacˇı´me za degenerovanou. Prˇı´kladem budizˇ [λx [0: x 00]].
Protozˇe je analy´za v TIL striktneˇ kompoziciona´lnı´, uplatnˇuje se pravidlo „propagace
parciality nahoru“. Znamena´ to, zˇe je-li neˇktery´ z konstituentu˚ dane´Kompozice v-nevlastnı´,
je v-nevlastnı´ cela´ Kompozice.
2.1.9 Kvantifika´tory
Cˇasto potrˇebny´m konstruktem logicke´ analy´zy prˇirozene´ho jazyka jsou kvantifika´tory,
bez nich bychom nemohli analyzovat veˇty typu „Vsˇichni matematici jsou lide´“. Na rozdı´l
od predika´tove´ logiky jsou v TIL kvantifika´tory prˇesneˇ definova´ny jako vsˇechny ostatnı´
objekty, jsou to tedy funkce.
Vsˇeobecny´ kvantifika´tor ∀α je polymorfnı´ funkce typu (o(oα)), kde α je libovolny´ typ
(odtud oznacˇenı´ polymorfnı´). Pro danou mnozˇinu α-prvku˚ rozhodne, zda je u´plna´, tj.
obsahuje-li vsˇechny prvky typu α. Existencˇnı´ kvantifika´tor je ∃α rovneˇzˇ polymorfnı´ funkce
stejne´ho typu jako Vsˇeobecny´ kvantifika´tor. Pro danou mnozˇinu α prvku˚ zkontroluje, zda
je tato mnozˇina nepra´zdna´.
Definice 2.6 Neomezene´ kvantifika´tory
Neomezene´ kvantifika´tory ∀α, ∃α jsou typoveˇ polymorfnı´ funkce typu˚ (o(oα)) definovane´
takto: Vsˇeobecny´ kvantifika´tor ∀α je funkce, ktera´ prˇirˇazuje trˇı´deˇ α-prvku˚ C/(oα) hodnotu P,
jestlizˇe C obsahuje vsˇechny prvky typu α, jinakN. Existencˇnı´ kvantifika´tor ∃α je funkce, ktera´
prˇirˇazuje trˇı´deˇ α-prvku˚ C/(oα) hodnotu P, jestlizˇe C je nepra´zdna´, jinak N.
Prˇı´klad 2.1
Na´sledujı´cı´ dveˇ konstrukce jsou ekvivalentnı´, ilustrujı´ pouzˇitı´ obou kvantifika´toru˚. Vsˇim-
neˇme si, zˇe kvantifika´tory neva´zˇou promeˇnne´, k tomu je potrˇeba vyuzˇı´tUza´veˇru, existuje
vsˇak notacˇnı´ zkratka, ktera´ tento fakt skry´va´.
λwλt [0∀ι λx [[0Matematikwt x]⊃ [0Cˇloveˇkwt x]]]
λwλt [¬[0∃ι λx [[0Matematikwt x]∧¬[0Cˇloveˇkwt x]]]]
Typy: Cˇloveˇk,Matematik/(oι)τω; ⊃, ∧/(ooo); ¬/(oo).
Pozna´mka 2.1 Prˇedchozı´ prˇı´klad i prˇı´klady na´sledujı´cı´ vyuzˇı´vajı´ zjednodusˇenou notaci
pro lepsˇı´ cˇitelnost. Popis notacˇnı´ch zkratek je v sekci 2.3.
Vy´sˇe uvedene´ kvantifika´tory vsˇak nemu˚zˇeme pouzˇı´t pro logickou analy´zu veˇt v prˇi-
rozene´m jazyce, pokud se v dane´ veˇteˇ nevyskytuje vy´raz prˇı´mo oznacˇujı´cı´ kvantifika´tory
(∃, ∀) cˇi spojku implikace (⊃), negace (¬) nebo konjunkce (∧). Bylo by to v rozporu s
Parmenidovy´m principem, ktery´ TIL prˇijala za vlastnı´ (2.2). Prova´dı´me tedy doslovnou
analy´zu. Analy´zy z prˇı´kladu 2.2 odpovı´dajı´ veˇta´m po rˇadeˇ „Pro vsˇechna individua x
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platı´, zˇe je-li x matematikem, pak je i cˇloveˇkem“ a „Neexistuje individuum x takove´, zˇe
x je matematikem a nenı´ cˇloveˇkem“. Tyto poneˇkud technicke´ formulace bychom vsˇak v
beˇzˇne´ rˇecˇi vyja´drˇili srozumitelneˇji jako „Vsˇichni matematici jsou lide´“. Abychom mohli
podobne´ veˇty analyzovat v souladu s Parmenidovy´m principem, zavedeme tzv. omezene´
kvantifika´tory.
Definice 2.7 Omezene´ kvatifika´tory
Omezene´ kvantifika´toryAllα (vsˇichni, vsˇechna, atd.),Someα (neˇkterˇı´, nektera´, atd.),Noα
(zˇa´dny´, . . . )4 jsou typoveˇ polymorfnı´ funkce typu˚ ((o(oα))(oα)), definovane´ takto: Je-li M/(oα)
mnozˇina α-objektu˚, pak Allα aplikova´no na M vracı´ mnozˇinu vsˇech nadmnozˇin M, Someα vracı´
mnozˇinu vsˇech teˇch mnozˇin, ktere´ majı´ s M nepra´zdny´ pru˚nik aNoα mnozˇinu teˇch mnozˇin, ktere´
jsou s M disjunktnı´.
Necht’ jsou M a N mnozˇiny stejne´ho typu, pak:
 [[0Allα M ]N ] konstruuje P, je-liM ⊆ N ;
 [[0Someα M ]N ] konstruuje P, je-liM ∩N ̸= ∅;
 [[0Noα M ]N ] konstruuje P, je-liM ∩N = ∅.
Prˇı´klad 2.2
Doslovna´ analy´za veˇty „Vsˇichnimatematici jsou lide´“ je dı´ky omezeny´mkvantifika´toru˚m
prˇı´mocˇara´.
λwλt [[0Allι 0Matematikwt] 0Cˇloveˇkwt]
Typy: Cˇloveˇk,Matematik/(oι)τω;
2.1.10 Singulariza´tor
Dalsˇı´ du˚lezˇitou funkcı´ je Singulariza´tor Iα, v TILmodeluje vy´raz „ten jediny´ . . . “. Vyuzˇı´va´
se prˇi analy´ze veˇt oznacˇujı´cı´ch neˇjakou individuovou roli (u´rˇad), tj. objekt typu ιτω.
Singulariza´tor uplatnı´me i pozdeˇji u striktnı´ definice If-then-else v TIL. Je to funkce vracejı´cı´
jediny´ prvek dane´ mnozˇiny, obsahuje-li pouze tento prvek. Pokudmnozˇina obsahuje vı´ce
prvku˚ nebo zˇa´dny´, Singulariza´tor selha´va´.
Definice 2.8 Singulariza´tor
Singulariza´tor Iα je parcia´lnı´, typoveˇ polymorfnı´ funkce typu (α(oα)), ktera´ prˇirˇazuje
jednoprvkove´ mnozˇineˇ C jejı´ jediny´ prvek, jinak (tj. pokud je C pra´zdna´ nebo obsahuje vı´ce prvku˚)
je Iα nedefinova´n.
4Na´zvy omezeny´ch kvantifika´toru˚ jsou v anglicˇtineˇ, abychom prˇedesˇli proble´mu˚m se sklonˇova´nı´m v
cˇesˇtineˇ.
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Prˇı´klad 2.3
Veˇtu „Ten jediny´ cˇloveˇk, ktery´ doka´zal Velkou Fermatovu veˇtu“ bychom s pouzˇitı´m
Singulariza´toru analyzovali takto5:
λwλt [0Iι λx [0Doka´zatwt x 0VFT]].
Typy: Doka´zat/(oιι)τω; VFT/ι.
2.2 Metoda analy´zy
K dosazˇenı´ adekva´tnı´ analy´zy je potrˇeba nale´zt takovou konstrukci, ktera´ je dany´m
vy´razem zako´dovana´ a za´rovenˇ by tato konstrukce nemeˇla obsahovat konstituenty, ktere´
vy´raz nezminˇuje – rˇı´dı´me se tzv. Parmenidovy´m principem, jak jej oznacˇil sa´m tvu˚rce TIL
prof. Pavel Tichy´. Toto pravidlo rˇı´ka´, zˇe konstituenty vy´znamu dane´ho vy´razu mohou
by´t jen konstrukce teˇch objektu˚, ktere´ jsou ve vy´razu zmı´neˇny.
Je potrˇeba, aby nasˇe analy´za nebyla prˇı´lisˇ „hruba´“. Veˇta „Martin cvicˇı´“ jako celek ozna-
cˇuje propoziciMartin cvicˇı´/oτω. Pokud bychom te´to veˇteˇ prˇideˇlili analy´zu 0Martin cvicˇı´,
nebyli bychom schopni vyvodit z nı´ zˇa´dne´ du˚sledky (naprˇı´klad, zˇe existuje neˇkdo, kdo
cvicˇı´), navı´c by vsˇechny ekvivalentnı´ veˇty oznacˇujı´cı´ tute´zˇ propozici (naprˇı´klad „Nenı´
pravda, zˇe Martin necvicˇı´ “) meˇly stejny´ vy´znam – obdrzˇely by tute´zˇ analy´zu (bez ohledu
na to, jak propozici pojmenujeme, sta´le to bude jedna a tata´zˇ). Abychomdosˇli k dostatecˇneˇ
jemne´ analy´ze vy´razu, byla zavedena trˇı´krokova´ metoda analy´zy:
1. Typova´ analy´za objektu˚, o ktery´ch dany´ vy´raz V mluvı´, tj. teˇch objektu˚, ktere´ jsou
oznacˇeny podvy´razy vy´razu V se samostatny´m vy´znamem.
2. Synte´za, tj. „poskla´da´nı´“ konstrukcı´ objektu˚ ad 1. tak, abychom obdrzˇeli konstrukci
objektu oznacˇene´ho vy´razem V.
3. Typova´ kontrola, tj. kontrolujeme, zda byla synte´za provedena v souladu s typovy´mi
pravidly vyply´vajı´cı´mi z definice konstrukcı´ 2.4.
Prˇı´klad 2.4
Analyzovana´ veˇta: Agent A prˇijı´zˇdı´ v 11.00 do ostravske´ho servisnı´ho centra.
Typova´ analy´za: Prˇijet/(oιι)τω; Cˇas 11 00/τ ; A, OSC/ι.
Synte´za: λw [[[0Prˇijet w] 0Cˇas 11 00] 0A 0OSC].
Prˇijet je intenze, kterou je trˇeba nejprve extenzionalizovat aplikacı´ aktua´lnı´ho sveˇta w
a cˇasu, za ktery´ vsˇak dosadı´me cˇasovy´ okamzˇik, kdy individum A prˇijı´zˇdı´ do servisnı´ho
centra, tj. Cˇas 11 00. Zby´va´ urcˇit, kdo ma´ prˇijet kam, tedy postupneˇ A a OSC.
5Konstrukce konstruuje individuovy´ u´rˇad, ktery´ v nasˇem sveˇtocˇase zasta´va´ Andrew Wiles.
13
Typova´ kontrola:
(a) 0Prˇijet→ (oιι)τω,
(b) [0Prˇijet w]→v (oιι)τ ,
(c) [[0Prˇijet w] 0Cˇas 11 00]→v (oιι),
(d) [[[0Prˇijet w] 0Cˇas 11 00] 0A]→v (oι),
(e) [[[0Prˇijet w] 0Cˇas 11 00] 0A 0OSC]→v o,
(f) λw [[[0Prˇijet w] 0Cˇas 11 00] 0A 0OSC]→ oω.
IntenzePrˇijet konstruujePneboN v za´vislosti na sveˇteˇ a na tom jestli dane´ individuum
A prˇijı´zˇdı´ do ostravske´ho servisnı´ho centra (zde take´ typu ι) v dane´m cˇase. Cela´ veˇta tedy
vyjadrˇuje konstrukci typu oω. Postupnou aplikacı´ argumentu˚ bychom tedymeˇli k tomuto
typu dojı´t. V poslednı´m kroku abstrahujeme od hodnot promeˇnne´ w, nebot’ empiricke´
vy´razy (analyzovana´ veˇta) oznacˇujı´ intenze, ktere´ mohou by´t obecneˇ nekonstantnı´, a ne
jejich na´hodne´ hodnoty v dane´m stavu sveˇta.
2.3 Notace
Vzhledem ke slozˇitosti za´pisu konstrukcı´ v TIL, je na mı´steˇ zmı´nit pa´r zjednodusˇujı´cı´ch
za´sad, ktere´ tyto za´pisy pomohou zprˇehlednit.
 Vneˇjsˇı´ za´vorky [. . .] lze vynechat tam, kde jejich odstraneˇnı´ nepovede k nejedno-
znacˇne´ interpretaci.
 Jakozˇto promeˇnne´ v-konstruujı´cı´ prvky typu ω (mozˇne´ sveˇty) je vhodne´ pouzˇı´t
w,w1, w2, . . . , wn. Obdobneˇ to platı´ pro prvky typu τ (cˇı´sla / cˇasove´ okamzˇiky) a
promeˇnne´ t, t1, t2, . . . , tn.
 Kompozice tvaru [[Cw]t], kdeC v-konstruuje α-intenzi jemozˇno zkra´tit naCwt, jedna´
se o tzv. extenziona´lnı´ sestup nebo extenzionalizaci intenze.
 Dvojici mozˇny´ sveˇt a cˇas nazveme „sveˇtocˇas“ cˇi „sveˇtamih“ a budeme pouzˇı´vat
znacˇenı´ ⟨w, t⟩.
 TIL se drzˇı´ prefixove´ho za´pisu, avsˇak zejme´na u slozˇiteˇjsˇı´ch konstrukcı´ takovy´ za´pis
snizˇuje cˇitelnost, proto se zavedene´ opera´tory (+, −, =, ∧, ∨, ⊃, ¬6, . . . ) pouzˇı´vajı´
infixneˇ a bez Trivializace. Naprˇı´klad tuto Kompozici [0∨ [0∧ p q] [[0¬ q]]] lze zapsat
jednodusˇeji takto [[p ∧ q]∨¬q].
6Symbol negace lze zapsat bezprostrˇedneˇ prˇed negovany´ objekt.
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 Neomezene´ kvantifika´tory a jejich promeˇnne´7 lze take´ zapisovat stylem zna´my´m z
predika´tove´ logiky, tj. mı´sto [0∀α λxM ], [0∃α λxM ] mu˚zˇeme psa´t [∀xM ] a [∃xM ].
 Aplikaci Singulariza´toru mu˚zˇeme zprˇehlednit za´pisem [ιxM ] oproti pu˚vodnı´mu
[0Iι λxM ].
7Kvantifika´tory v TIL samozrˇejmeˇ promeˇnne´ neva´zˇı´, asociace promeˇnny´ch s kvantifika´tory je pouze
za´lezˇitost notace a slouzˇı´ k lepsˇı´ cˇitelnosti za´pisu.
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3 TIL-Script: vy´pocˇetnı´ varianta TIL
TIL-Script je nekonvencˇnı´ funkciona´lnı´ programovacı´ jazyk zalozˇeny´ na TIL. Cı´lem pro-
jektu bylomozˇne´ vyuzˇitı´ prˇi analy´ze prˇirozene´ho jazyka. Dalsˇı´ uplatneˇnı´ TIL-Script nalezl
jakozˇto prostrˇedek komunikace v multiagentnı´m syste´mu. TIL nebyl navrzˇen jako pro-
gramovacı´ jazyk a neˇktera´ jeho specifika (naprˇı´klad pouzˇı´va´nı´ symbolu˚ nepatrˇı´cı´ch do
ASCII, chybeˇjı´cı´ za´kladnı´ datove´ struktury – cela´ cˇı´sla, rˇeteˇzce, seznamy, . . . ) musela by´t
pozmeˇneˇna, v du˚sledku toho se TIL-Script poneˇkud lisˇı´ od pu˚vodnı´ho TIL.
Na´sledujı´cı´ odstavce se postupneˇ veˇnujı´ popisu za´kladnı´ syntaxe TIL-Scriptu a upo-
zornˇujı´ na zmı´neˇne´ rozdı´ly tak, jak je uvedeno v [4]. Je rozebra´na take´ gramatika TIL-
Scriptu, po ktere´ na´sleduje shrnutı´ odlisˇnostı´ od pu˚vodnı´ TIL.
3.1 Syntax
3.1.1 Konstrukce
Promeˇnne´ Promeˇnne´ jsou posloupnosti znaku˚ zacˇı´najı´cı´ maly´m pı´smenem, mohou
obsahovat pouze alfanumericke´ znaky a „ “. Za prvnı´m vy´skytem kazˇde´ promeˇnne´
musı´ by´t (podvojtecˇce „:“) uveden jejı´ typ, vy´jimkou jsoupromeˇnne´ deklarovane´ globa´lneˇ
(prˇed samotny´m pouzˇitı´m).
Trivializace Trivializace se oznacˇuje symbolem apostrofu „’“. Od Trivializace v TIL se
jinak nijak nelisˇı´, jaka´koliv konstrukce mu˚zˇe by´t trivializova´na.
Uza´veˇr Uza´veˇr pouzˇı´va´ „\“ namı´sto rˇecke´ho λ (lambda), avsˇak za na´zvem promeˇnne´
musı´ po dvojtecˇce „:“ na´sledovat jejı´ typ. Cˇasto uzˇı´vany´mi promeˇnny´mi jsou v TIL w a
t, ktere´ znacˇı´ mozˇny´ sveˇt a cˇas, z tohoto du˚vodu jsou v TIL-Scriptu tyto na´zvy promeˇn-
ny´ch vyhrazeny pro typy World a Time (vı´ce v sekci 3.1.2) a nemusı´ se tedy za teˇmito
promeˇnny´mi uva´deˇt.
Prˇı´klad 3.1
Funkce na´slednı´ka v TIL-Scriptu.
[\x:Int [’+ x ’1]].
Pojmenovane´ funkce VTIL-Scriptu lze definovat i pojmenovane´ funkce. Slouzˇı´ k tomu
klı´cˇove´ slovoDef na´sledovane´ na´zvem funkce a dvojicı´ znaku˚ „:=“ pro prˇirˇazenı´Uza´veˇru,
ktery´ funkci definuje. Pojmenova´nı´ se vztahuje kekonstrukci, termı´npojmenovana´ funkce
je tedymı´rneˇ zava´deˇjı´cı´. Pouzˇitı´ pojmenovane´ funkce se obejde jizˇ bez Trivializace – jme´no
funkce se nahradı´ prˇı´slusˇnou konstrukcı´ (kdyby to byla prˇı´mo ona funkce, musela by by´t
nejprve trivializova´na).
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Prˇı´klad 3.2
Funkce na´slednı´ka Succ v TIL-Scriptu a jejı´ vola´nı´.
Def Succ := [\x:Int [’+ x ’1]].
[Succ ’1].
Kompozice Kompozice se v nicˇem nelisˇı´, avsˇak nelze pouzˇı´t zjednodusˇenı´ syntaxe, jak
je uvedeno v 2.3, a je potrˇeba du˚sledneˇ pouzˇı´vat za´vorky [. . .].
Dvojı´ provedenı´ Dvojı´ provedenı´ nenı´ v TIL-Scriptu realizova´no prˇı´mo, mı´sto toho je
zaveden koncept n-te´ho Provedenı´. Konstrukce se provede, pote´ se provede konstrukce,
ktera´ je vy´sledkem prˇecha´zejı´cı´ho Provedenı´, to se opakuje n-kra´t. Pokud neˇktere´ z Pro-
vedenı´ (kromeˇ poslednı´ho) neda´ na vy´stup konstrukci, cele´ n-te´ Provedenı´ je v-nevlastnı´.
Provedenı´ konstrukce C n-kra´t se znacˇı´ ˆnC, Dvojı´ provedenı´ se pak zapı´sˇe jako ˆ2C.
3.1.2 Typy
Cˇasto pouzˇı´vana´ objektova´ ba´ze (o, ι, τ , ω) je v TIL-Scriptu zavedena 8 a rozsˇı´rˇena o
neˇkolik dalsˇı´ch typu˚ beˇzˇneˇ pouzˇı´vany´ch v programova´nı´. Cˇasto pouzˇı´vane´ typy intenzı´
(Any Time World) (vTILατω) lze zapsat takto:(Any)@tw. Pro extenzionalizaci intenzı´
lze vyuzˇı´t notacˇnı´ zkratky @wt. Srovna´nı´ typu˚ v TIL a TIL-Scriptu zachycuje tabulka 2.
Typ v TIL Typ v TIL-Scriptu Popis
o Bool mnozˇina pravdivostnı´ch hodnot True a False
ι Indiv mnozˇina individuı´
τ Time mnozˇina cˇasovy´ch okamzˇiku˚
ω World mnozˇina mozˇny´ch sveˇtu˚
— Int mnozˇina cely´ch cˇı´sel
— Real mnozˇina rea´lny´ch cˇı´sel
— String typ textove´ho rˇeteˇzce
α Any nespecifikovany´ typ (libovolny´ typ alfa)
∗n ∗ typ konstrukcı´
Tabulka 2: Prˇehled typu˚ v TIL a TIL-Scriptu
8Mı´sto obtı´zˇneˇ pouzˇitelny´ch rˇecky´ch pı´smen jsou pouzˇita klı´cˇova´ slova.
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Seznamy a n-tice Seznam (potencia´lneˇ nekonecˇna´ n-tice) je datovy´ typ hojneˇ vyuzˇı´-
vany´ v programova´nı´. Je to jedna ze za´kladnı´ch datovy´ch struktur, neprˇekvapı´ proto, zˇe
se jej autorˇi rozhodli prˇidat i do TIL-Scriptu. V TIL takove´to struktury chybı´, protozˇe je
mozˇno je definovat jakozˇto funkce. Nicme´neˇ, z du˚vodu jejich cˇaste´ho pouzˇı´va´nı´ je vy´-
hodneˇjsˇı´ mı´t mozˇnost zadat prˇı´mo typ seznamu. Seznam se deklaruje pouzˇitı´m klı´cˇove´ho
slova List a v kulaty´ch za´vorka´ch se uvede typ jeho prvku˚, naprˇı´klad List(Indiv) je
seznam individuı´.
N-tice je mozˇno deklarovat s pomocı´ klı´cˇove´ho slova Tuple a v za´vorka´ch uvedeny´ch
typu˚ oddeˇleny´ch cˇa´rkou, naprˇı´klad Tuple(Int, Bool) je usporˇa´dana´ dvojice cele´ cˇı´slo
– pravdivostnı´ hodnota.
Deklarace typu˚ objektu˚ Objekty musı´ mı´t v TIL prˇideˇleny svu˚j typ, stejne´ je to pocho-
pitelneˇ i v prˇı´padeˇ TIL-Scriptu. Deklarace typu objektu zacˇı´na´ jeho na´zvem, na´sleduje
znak „/“ a za nı´m prˇı´slusˇny´ typ. Objektu˚m (oddeˇleny´m cˇa´rkou) lze prˇideˇlit typ najed-
nou. Promeˇnne´ jsou typu ∗n, v jejich prˇı´padeˇ na´s zajı´ma´ zejme´na co konstruujı´ (popsa´no
v 3.1.1).
Prˇı´klad 3.3
Deklarace typu funkce PresidentOf v TIL-Scriptu.
PresidentOf/(Indiv Indiv)@tw.
Pojmenovane´ typy Stejneˇ jako mu˚zˇeme z Uza´veˇru˚ tvorˇit pojmenovane´ funkce s pou-
zˇitı´m klı´cˇove´ho slova Def, lze vytvorˇit i pojmenovane´ typy a to dı´ky klı´cˇove´mu slovu
TypeDef. Takto definovane´ typy lze pouzˇı´t prˇi deklaraci objektu˚ v-konstruovany´ch pro-
meˇnny´mi a jiny´ch objektu˚ vy´sˇe popsany´m zpu˚sobem (poporˇadeˇ s pomocı´ „:“ a „/“).
Prˇı´klad 3.4
Deklarace pojmenovane´ho typu IndivVlast a jeho pouzˇitı´:
TypeDef IndivVlast := (Bool Indiv)@tw.
x:IndivVlast.
Student/IndivVlast.
3.1.3 Specia´lnı´ funkce
Booleovske´ opera´tory Pro vybrane´ booleovske´ operace existujı´ v TIL-Scriptu funkce
dostupne´ pod klı´cˇovy´mi slovy:
 And (konjunkce)
 Or (disjunkce)
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 Not (negace)
 Implies (implikace)
 Equals (rovnost pravdivostnı´ch hodnot)
Opera´tor prˇirˇazenı´ Opera´tor prˇirˇazenı´ spojı´ danou promeˇnnou s hodnotou pomocı´
klı´cˇove´ho slova Let a dvojice znaku˚ „:=“.
Prˇı´klad 3.5
Prˇirˇazenı´ hodnoty 5 promeˇnne´ x v TIL-Scriptu.
Let x := ’5.
Kvantifika´tory TIL-Script zna´ oba typy (neomezeny´ch) kvantifika´toru˚, vsˇeobecny´ i exis-
tencˇnı´. Vsˇeobecny´ kvantifika´tor se pouzˇı´va´ pomocı´ klı´cˇove´ho slova ForAll spolu s Triviali-
zacı´, Existencˇnı´ kvantifika´tor se pouzˇı´va´ stejny´m zpu˚sobem, jen s tı´m rozdı´lem, zˇe klı´cˇovy´m
slovem je v tomto prˇı´padeˇ Exist.
Prˇı´klad 3.6
Pouzˇitı´ Existencˇnı´ho kvantifika´toru v TIL-Scriptu.
[’Exist [\x:Int [’< x ’0]]].
Singulariza´tor Singulariza´tor je v TIL-Scriptu take´ zabudova´n. Podobneˇ jako kvantifi-
ka´tory, Singulariza´tor se pouzˇı´va´ pomocı´ klı´cˇove´ho slova Single s Trivializacı´. Pouzˇitı´ je
tedy stejne´ jako u kvantifika´toru˚.
Funkce pro selha´nı´ V neˇktery´ch prˇı´padech vyzˇadujeme, aby cela´ konstrukce selhala
(naprˇı´klad prˇi pouzˇitı´ funkce If-then-else-fail – pokud nenı´ splneˇna podmı´nka, cela´ kon-
strukce musı´ selhat). Pro tyto prˇı´pady existuje v TIL-Scriptu vestaveˇna´ funkce pod klı´cˇo-
vy´m slovem Fail.
3.1.4 Konstanty
V TIL-Scriptu je mozˇne´ pouzˇı´t 3 typy konstant – mu˚zˇe jı´ by´t cˇı´slo, rˇeteˇzec nebo prav-
divostnı´ hodnota. Cˇı´selnou konstantou mu˚zˇe by´t bud’ cele´ nebo desetinne´ cˇı´slo (float).
Rˇeteˇzec je posloupnost znaku˚ uzavrˇena´ v uvozovka´ch (””). Pro pravdivostnı´ hodnoty
jsou urcˇena klı´cˇova´ slova True a False.
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3.1.5 Komenta´rˇe
Pro u´cˇely popisu ko´du jsou v TIL-Scriptu k dispozici dva druhy komenta´rˇu˚. Pro ko-
menta´rˇe neprˇesahujı´cı´ na dalsˇı´ rˇa´dek je urcˇen znak „#“, za nı´mzˇ je vsˇe azˇ do konce rˇa´dku
ignorova´no. Vı´cerˇa´dkove´ komenta´rˇe se realizujı´ pocˇa´tecˇnı´ „/*“ a koncovou „*/“ znacˇkou,
mezi tyto znacˇky se vkla´da´ samotny´ text.
3.2 Gramatika
Syntax TIL-Scriptu je da´na bezkontextovou gramatikou, jezˇ byla prˇevzata z diplomove´
pra´ce N. Cipricha [4], ktery´ se zaby´val implementacı´ parseru pro TIL-Script. Tato grama-
tika byla svy´m autorem upravena a prˇevedena do EBNF (Extended Backus–Naur Form,
cˇesky Rozvinuta´ Backus-Naurova forma).
Pozna´mka 3.1 Soucˇasna´ verze TIL-Scriptu se od te´ pu˚vodnı´ verze v neˇktery´ch aspektech
lisˇı´. Zde popisovana´ syntax odra´zˇı´ nyneˇjsˇı´ stav TIL-Scriptu (tak, jak se pozˇadavky a
potrˇeby vyvı´jely s cˇasem), avsˇak tato verze jesˇteˇ nenı´ prˇipravena k nasazenı´.
3.2.1 Rozvinuta´ Backus-Naurova forma
EBNF ma´ urcˇita´ specifika ty´kajı´cı´ se za´pisu pravidel gramatiky , pro lepsˇı´ porozumeˇnı´ je
proto vhodne´ zde tato specifika vysveˇtlit [5], navzdory tomu, zˇe je nerozvinuta´ varianta
Backus-Naurovy formy pomeˇrneˇ cˇasto pouzˇı´vana´ v praxi.
 Termina´ly a termina´lnı´ rˇeteˇzce jsou uzavrˇeny do jednoduchy´ch uvozovek.
 Symbol „=“ ma´ stejny´ vy´znam jako sˇipka („→“) v klasicke´ notaci.
 Znak svisle´ cˇa´ry („|“) slouzˇı´ stejne´mu u´cˇelu jako v klasicke´m za´pisu (oddeˇluje
alternativnı´ prˇepisy dane´ho netermina´lu).
 Kazˇde´ pravidlo (soubor pravidel oddeˇleny´ch svislou cˇarou) je ukoncˇeno strˇednı´-
kem.
 Pro zrˇeteˇzenı´ se v EBNF pouzˇı´va´ cˇa´rka.
 Libovolne´ opakova´nı´ rˇeteˇzce termina´lnı´ch a netermina´lnı´ch symbolu˚ se znacˇı´ uza-
vrˇenı´m tohoto rˇeteˇzce do slozˇeny´ch za´vorek („{“, „}“).
 Mozˇnost jednoho nebo zˇa´dne´ho vy´skytu rˇeteˇzce termina´lnı´ch a netermina´lnı´ch
symbolu˚ je realizova´no uzavrˇenı´m tohoto rˇeteˇzce do hranaty´ch za´vorek („[“, „]“).
 Kulate´ za´vorky urcˇujı´ prioritu derivace.
 Vy´razy se zvla´sˇtnı´m vy´znamem se vkla´dajı´ mezi symboly otaznı´ku, interpretace
teˇchto vy´razu˚ je mimo mozˇnosti gramatiky9.
9V gramatice TIL-Scriptu je te´to mozˇnosti vyuzˇito prˇi pojmenova´nı´ bı´ly´ch znaku˚ – mezery, tabula´toru a
znaku nove´ho rˇa´dku – kde je interpretace problematicka´, at’uzˇ z notacˇnı´ho hlediska nebo jine´ho (naprˇı´klad
znak nove´ho rˇa´dku na platformeˇ Windows se lisˇı´ od znaku nove´ho rˇa´dku na Linuxu).
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Prˇı´klad 3.7
Za´pis x = y, (‘a’ | ‘b’); je ekvivalentnı´ tomuto za´pisu v klasicke´ notaci: X → Y a | Y b
3.2.2 Vlastnı´ gramatika v EBNF
Nynı´ jizˇ mu˚zˇeme uve´st avizovanou gramatiku TIL-Scriptu. Znacˇenı´ netermina´lu˚ je kvu˚li
prˇehlednosti prˇevzato z nerozvinute´ Backus-Naurovy formy, tj. kazˇdy´ vy´raz oznacˇujı´cı´
netermina´l zacˇı´na´ a koncˇı´ sˇpicˇatou za´vorkou („⟨“, „⟩“)10.
TS Grammar = (Π,Σ, P, S)
Π = {⟨start⟩, ⟨termination⟩, ⟨type-definition⟩, ⟨named-closure⟩, ⟨entity-definition⟩,
⟨construction⟩, ⟨global-variable-definition⟩, ⟨data-type⟩, ⟨trivialisation-construction⟩,
⟨variable-construction⟩, ⟨composition-construction⟩, ⟨closure-construction⟩,
⟨lambda-variables⟩, ⟨typed-variables⟩, ⟨n-execution-construction⟩, ⟨entity⟩, ⟨type-name⟩,
⟨closure-name⟩, ⟨entity-name⟩, ⟨variable-name⟩, ⟨keyword⟩, ⟨lowercase-letter⟩,
⟨uppercase-letter⟩, ⟨symbols⟩, ⟨digit⟩, ⟨non-zero-digit⟩, ⟨number⟩, ⟨lowerletter-name⟩,
⟨upperletter-name⟩, ⟨whitespace⟩, ⟨optional-whitespace⟩, ⟨whitespace-character⟩}
Σ = {‘a’, ‘b’, . . . , ‘z’, ‘A’, ‘B’, . . . , ‘Z’, ‘0’, ‘1’, . . . , ‘9’, ‘.’, ‘, ’, ‘ : ’, ‘= ’, ‘+’, ‘−’, ‘ ’, ‘/’,
‘\’, ‘∗’, ‘@’, ‘(’, ‘)’, ‘[’, ‘]’, ‘ˆ’,SPACE,TAB,NEWLINE}
P = {
⟨start⟩ = { ⟨type-definition⟩, ⟨termination⟩
| ⟨entity-definition⟩, ⟨termination⟩
| ⟨construction⟩, ⟨termination⟩
| ⟨named-closure⟩, ⟨termination⟩
| ⟨global-variable-definition⟩, ⟨termination⟩ };
⟨termination⟩ = ⟨optional-whitespace⟩, ‘.’;
⟨type-definition⟩ = ‘TypeDef’, ⟨whitespace⟩, ⟨type-name⟩,
⟨optional-whitespace⟩, ‘:=’, ⟨optional-whitespace⟩, ⟨data-type⟩;
⟨named-closure⟩ = ‘Def’, ⟨whitespace⟩, ⟨closure-name⟩,
⟨optional-whitespace⟩, ‘:=’, ⟨optional-whitespace⟩, ⟨closure-construction⟩;
⟨entity-definition⟩ = ⟨entity-name⟩, ⟨optional-whitespace⟩,
{ ‘,’, ⟨optional-whitespace⟩, ⟨entity-name⟩ }, ‘/’,
⟨optional-whitespace⟩, (⟨data-type⟩ | ⟨type-name⟩);
⟨construction⟩ = ⟨trivialisation-construction⟩
| ⟨variable-construction⟩
10V EBNF vsˇak tyto za´vorky nejsou nutne´.
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| ⟨composition-construction⟩
| ⟨closure-construction⟩
| ⟨n-execution-construction⟩
| ⟨entity⟩;
⟨global-variable-definition⟩ = ⟨variable-name⟩, { ⟨optional-whitespace⟩,
‘,’, ⟨optional-whitespace⟩, ⟨variable-name⟩ }, ⟨optional-whitespace⟩,
‘:’, ⟨optional-whitespace⟩, ⟨data-type⟩;
⟨data-type⟩ = ‘Bool’
| ‘Indiv’
| ‘Time’
| ‘String’
| ‘World’
| ‘Real’
| ‘Int’
| ‘Any’
| ‘*’
| ‘List’, ⟨optional-whitespace⟩, ‘(’, ⟨optional-whitespace⟩,
⟨data-type⟩, ⟨optional-whitespace⟩, ‘)’
| ‘Tuple’, ⟨optional-whitespace⟩, ‘(’, ⟨optional-whitespace⟩,
⟨data-type⟩, ⟨optional-whitespace⟩, ‘)’
| ‘(’, ⟨optional-whitespace⟩, ⟨data-type⟩, ⟨optional-whitespace⟩ ‘)’
| ⟨data-type⟩, ⟨data-type⟩
| ⟨data-type⟩, ‘@tw’;
⟨trivialisation-construction⟩ = ‘’’, ⟨construction⟩, [ ‘@wt’ ];
⟨variable-construction⟩ = ⟨variable-name⟩;
⟨composition-construction⟩ = ‘[’, ⟨optional-whitespace⟩, ⟨construction⟩,
⟨construction⟩, { ⟨construction⟩ }, ⟨optional-whitespace⟩, ‘]’;
⟨closure-construction⟩ = ‘[’, ⟨optional-whitespace⟩, ⟨lambda-variables⟩,
⟨optional-whitespace⟩, ⟨construction⟩, ‘]’;
⟨lambda-variables⟩ = ‘\’, ⟨typed-variables⟩;
⟨typed-variables⟩ = ⟨variable-name⟩, ⟨optional-whitespace⟩, { ‘,’, ⟨variable-name⟩ },
[ ⟨optional-whitespace⟩, ‘:’, ⟨optional-whitespace⟩, ⟨data-type⟩ ];
⟨n-execution-construction⟩ = ‘ˆ’, ⟨non-zero-digit⟩, ⟨optional-whitespace⟩, ⟨construction⟩;
⟨entity⟩ = ⟨keyword⟩
| ⟨entity-name⟩
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| ⟨number⟩
| ⟨symbol⟩;
⟨type-name⟩ = ⟨upperletter-name⟩;
⟨closure-name⟩ = ⟨upperletter-name⟩;
⟨entity-name⟩ = ⟨upperletter-name⟩;
⟨variable-name⟩ = ⟨lowerletter-name⟩;
⟨keyword⟩ = ‘ForAll’
| ‘Exist’
| ‘Single’
| ‘Every’
| ‘Some’
| ‘True’
| ‘False’
| ‘And’
| ‘Or’
| ‘Not’
| ‘Implies’
| ‘Equals’
| ‘Fail’;
⟨lowercase-letter⟩ = ‘a’
| ‘b’
...
| ‘z’;
⟨uppercase-letter⟩ = ‘A’
| ‘B’
...
| ‘Z’;
⟨symbols⟩ = ‘+’
| ‘-’
| ‘*’
| ‘/’;
⟨digit⟩ = ‘0’
| ⟨non-zero-digit⟩;
⟨non-zero-digit⟩ = ‘1’
| ‘2’
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...
| ‘9’;
⟨number⟩ = ⟨non-zero-digit⟩, { ⟨digit⟩ }, [ ‘.’, ⟨digit⟩, { ⟨digit⟩ } ];
⟨lowerletter-name⟩ = ⟨lowercase-letter⟩, { ⟨lowercase-letter⟩ | ‘ ’ | ⟨digit⟩ };
⟨upperletter-name⟩ = ⟨uppercase-letter⟩, { ⟨lowercase-letter⟩ | ‘ ’ | ⟨digit⟩ };
⟨whitespace⟩ = ⟨whitespace-character⟩, ⟨optional-whitespace⟩;
⟨optional-whitespace⟩ = { ⟨whitespace-character⟩ };
⟨whitespace-character⟩ = ? SPACE ?
| ? TAB ?
| ? NEWLINE ?;
}
S = ⟨start⟩
Uka´zka derivace Na jednoduche´m prˇı´kladeˇ nynı´ ilustrujme schopnost gramatiky ge-
nerovat syntakticky validnı´ programy v TIL-Scriptu. Generovany´m programem bude
definice typu propozice: TypeDef Prop := Bool@tw.
⟨start⟩ ⇒
⟨type-definition⟩, ⟨termination⟩ ⇒
‘TypeDef’, ⟨whitespace⟩, ⟨type-name⟩, ⟨optional-whitespace⟩, ‘:=’, ⟨optional-whitespace⟩,
⟨data-type⟩, ⟨termination⟩ ⇒
‘TypeDef’, ⟨whitespace-character⟩, ⟨optional-whitespace⟩, ⟨type-name⟩, ⟨optional-whitespace⟩,
‘:=’, ⟨optional-whitespace⟩, ⟨data-type⟩, ⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ⟨optional-whitespace⟩, ⟨type-name⟩, ⟨optional-whitespace⟩, ‘:=’,
⟨optional-whitespace⟩, ⟨data-type⟩, ⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ⟨type-name⟩, ⟨optional-whitespace⟩, ‘:=’, ⟨optional-whitespace⟩,
⟨data-type⟩, ⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ⟨upperletter-name⟩, ⟨optional-whitespace⟩, ‘:=’, ⟨optional-whitespace⟩,
⟨data-type⟩, ⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ⟨uppercase-letter⟩, ⟨lowercase-letter⟩, ⟨lowercase-letter⟩,
⟨lowercase-letter⟩, ⟨optional-whitespace⟩, ‘:=’, ⟨optional-whitespace⟩, ⟨data-type⟩,
⟨termination⟩ ⇒
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‘TypeDef’, ? SPACE ?, ‘P’, ⟨lowercase-letter⟩, ⟨lowercase-letter⟩, ⟨lowercase-letter⟩,
⟨optional-whitespace⟩, ‘:=’, ⟨optional-whitespace⟩, ⟨data-type⟩, ⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ‘P’, ‘r’, ⟨lowercase-letter⟩, ⟨lowercase-letter⟩, ⟨optional-whitespace⟩,
‘:=’, ⟨optional-whitespace⟩, ⟨data-type⟩, ⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ‘P’, ‘r’, ‘o’, ⟨lowercase-letter⟩, ⟨optional-whitespace⟩, ‘:=’,
⟨optional-whitespace⟩, ⟨data-type⟩, ⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ‘P’, ‘r’, ‘o’, ‘p’, ⟨optional-whitespace⟩, ‘:=’, ⟨optional-whitespace⟩,
⟨data-type⟩, ⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ‘P’, ‘r’, ‘o’, ‘p’, ? SPACE ?, ‘:=’, ⟨optional-whitespace⟩, ⟨data-type⟩,
⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ‘P’, ‘r’, ‘o’, ‘p’, ? SPACE ?, ‘:=’, ? SPACE ?, ⟨data-type⟩, ‘@tw’
⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ‘P’, ‘r’, ‘o’, ‘p’, ? SPACE ?, ‘:=’, ? SPACE ?, ‘Bool’, ‘@tw’,
⟨termination⟩ ⇒
‘TypeDef’, ? SPACE ?, ‘P’, ‘r’, ‘o’, ‘p’, ? SPACE ?, ‘:=’, ? SPACE ?, ‘Bool’, ‘@tw’,
⟨optional-whitespace⟩, ‘.’⇒
‘TypeDef’, ? SPACE ?, ‘P’, ‘r’, ‘o’, ‘p’, ? SPACE ?, ‘:=’, ? SPACE ?, ‘Bool’, ‘@tw’, ‘.’
Po interpretaci specia´lnı´ch znaku˚ SPACE jizˇ dostaneme termina´lnı´ rˇeteˇzec11 – program
v TIL-Scriptu (v tomto prˇı´padeˇ pouze definici pojmenovane´ho typu propozice, v TIL oτω).
11Pro prˇipomenutı´: cˇa´rka znacˇı´ zrˇeteˇzenı´ a jednoduche´ uvozovky nejsou soucˇa´stı´ termina´lnı´ch rˇeteˇzcu˚.
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4 Funkce If-then-else
If-then-else je z matematicke´ho pohledu funkce 3 argumentu˚, ktera´ na za´kladeˇ podmı´nky,
1. argumentu, vybere jeden ze dvou argumentu˚ zby´vajı´cı´ch jakozˇto vy´stup. Pokud je
podmı´nka pravdiva´, vybere se 2. argument, v opacˇne´m prˇı´padeˇ je vy´sledkem 3. argu-
ment. Forma´lneˇ je If-then-else zobrazenı´ {P,N} ×M ×M → M , kde {P,N} je mnozˇina
pravdivostnı´ch hodnot aM je libovolna´ mnozˇina (je to tedy polymorfnı´ funkce). Aplikaci
If-then-else na argumenty, matematicky If-then-else(C, A, B), zapisujeme pro lepsˇı´ cˇitelnost
jako If C then A else B (C ∈ {P,N}, A,B ∈ M ). Tato definice funkce If-then-else je zde
pouze pro ilustraci principu jejı´ho fungova´nı´, v praxi (naprˇı´klad v logicky´ch syste´mech
cˇi v programova´nı´) je jejı´ specifikace slozˇiteˇjsˇı´, jak uvidı´me da´le v kapitole.
Prˇı´klad 4.1
Zvolme mnozˇinuM = {1, 2}, jejı´zˇ prvky jsou prˇı´pustny´mi hodnotami 2. a 3. argumentu
funkce If-then-else, pak je takto funkce urcˇena prˇedpisem:
C P P P P N N N N
A 1 1 2 2 1 1 2 2
B 1 2 1 2 1 2 1 2
f(C,A,B) 1 1 2 2 1 2 1 2
Tabulka 3: Funkce If-then-else zadana´ tabulkou; f(C,A,B) = If C then A else B.
Tato kapitola si klade za cı´l popsat mozˇne´ proble´my se specifikacı´ If-then-else a pouka´-
zat na rˇesˇenı´, ktere´ nabı´zı´ TIL a ktere´ bude zahrnuto v jejı´ komputacˇnı´ varianteˇ TIL-Script.
Na´sledujı´cı´ podkapitoly se veˇnujı´ problematice specifikace te´to funkce v predika´tove´ lo-
gice, teorii programovacı´ch jazyku˚ a nakonec v TIL.
4.1 If-then-else v predika´tove´ logice 1. rˇa´du
Funkce If-then-else je definova´na v rozsˇı´rˇene´ verzi predika´tove´ logiky 1. rˇa´du, kde ma´
dvojı´ pouzˇitı´ [6]:
1. logicka´ spojka – IF ⟨formule⟩ THEN ⟨formule⟩ ELSE ⟨formule⟩;
2. logicky´ opera´tor – if ⟨formule⟩ then ⟨term⟩ else ⟨term⟩.
Pozna´mka 4.1 Pro oznacˇenı´ logicke´ spojky pouzˇijeme na´zev IF-THEN-ELSE, zatı´mco
logicky´ opera´tor budeme mı´t na mysli v prˇı´padeˇ pouzˇitı´ spojenı´ if-then-else.
Rozdı´l mezi spojkou a opera´torem spocˇı´va´ v typech argumentu˚ te´to funkce. Zatı´mco
vsˇechny argumenty IF-THEN-ELSE jsou formule a vracı´ formuli, 1. parametr if-then-else
je formule a zbyle´ dva jsou termy, vy´stupem aplikace if-then-else je tedy term.
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4.1.1 Se´mantika IF-THEN-ELSE
Vy´znam spojky IF-THEN-ELSE je da´n terna´rnı´ funkcı´, ktera´ zobrazuje mnozˇinu {P,N}×
{P,N} × {P,N} do mnozˇiny {P,N}. Tato funkce je urcˇena vztahy:
 (IF P THEN α ELSE β) je α;
 (IF N THEN α ELSE β) je β;
kde α i β naby´vajı´ hodnot P, N.
4.1.2 Se´mantika if-then-else
Vy´znam opera´toru if-then-else je da´n terna´rnı´ funkcı´ zobrazujı´cı´ mnozˇinu {P,N}×D×D
do mnozˇiny D, jezˇ je da´na na´sledujı´cı´mi vztahy. Pro d1, d2 ∈ D:
 (if P then d1 else d2) je d1;
 (if N then d1 else d2) je d2.
Logicka´, tj. deklarativnı´ specifikace tohoto konstruktu v predika´tove´ logice 1. rˇa´du
vsˇak nenı´ mozˇna´ v tom prˇı´padeˇ, kdy potrˇebujeme zachytit i takove´ situace, ve ktery´ch
mu˚zˇe provedenı´ dane´ho prˇı´kazu selhat. V takove´m prˇı´padeˇ potrˇebujeme hyperintezio-
na´lnı´ logiku parcia´lnı´ch funkcı´, jakou je naprˇı´klad i TIL, jejı´zˇ principy byly vysveˇtleny v
kapitole 2. Specifikaci If-then-else v TIL se veˇnuje sekce 4.3
4.2 If-then-else v teorii programovacı´ch jazyku˚
Zrˇejmeˇ nejdu˚lezˇiteˇjsˇı´ uplatneˇnı´ funkce If-then-else nalezla v programova´nı´, kde slouzˇı´ jako
konstrukt umozˇnˇujı´cı´ veˇtvenı´ programu12.
Prˇı´cˇinou problematicke´ specifikace se´mantiky te´to funkce v teorii programovacı´ch
jazyku˚ je skutecˇnost, zˇe pozˇadujeme, aby funkce v urcˇity´ch prˇı´padech vra´tila vy´sledek
navzdory tomu, zˇe neˇktery´ z jejı´ch argumentu˚ nenı´ definova´n. Takove´to nedefinovane´
argumenty jsou vy´razy (pojem vy´raz je vysveˇtlen v sekci 4.2.2), ktere´ budeme znacˇit
symbolem ⊥. Vy´raz (v Haskellu) 1 ‘div‘ 0 mu˚zˇe slouzˇit jako prˇı´klad takove´ho nede-
finovane´ho vy´razu.
Nynı´ mu˚zˇeme nasˇe pozˇadavky na vy´stupy funkce If-then-else zprˇesnit. Pozˇadujeme,
aby funkce vra´tila hodnotu 2. argumentu (vy´sledek jeho provedenı´) i v prˇı´padeˇ, zˇe 3.
argumentem je ⊥ za prˇedpokladu, zˇe podmı´nka je pravdiva´. Analogicky, pokud bude
podmı´nka nepravdiva´, vra´ceny´m vy´sledkem bude hodnota 3. argumentu, i kdyzˇ bude 2.
argument⊥. Pokud je 2. i 3 argument⊥ nebo je-li 1. argument⊥, funkce selha´va´. Le´pe to
vystihuje na´sledujı´cı´ za´pis:
12V imperativnı´ch jazycı´ch, jako je naprˇı´klad Java, je If-then-else mı´neˇn jako slozˇeny´ prˇı´kaz (s nepovinnou
else-cˇa´stı´), kde se po vyhodnocenı´ podmı´nky vybere blok prˇı´kazu˚, ktery´mi ma´ program pokracˇovat. Toto
pojetı´ funkce If-then-else nebude prˇedmeˇtem nasˇeho zkouma´nı´, i kdyzˇ jeho podstata je stejna´. Zde na´m vsˇak
jde o logickou, deklarativnı´ specifikaci programu.
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 If P then A else ⊥ = A
 If N then ⊥ else A = A
 jinak ⊥13
Rˇı´ka´me, zˇe funkce If-then-else je striktnı´ (strict) na 1. a soubeˇzˇneˇ striktnı´ (jointly strict)
na 2. a 3. parametru. Nenı´ striktnı´ na 2. ani na 3. parametru (na teˇchto parametrech je
non-striktnı´) [7].
Nynı´ je potrˇeba definovat neˇkolik du˚lezˇity´ch pojmu˚, pote´ z vy´sˇe uvedeny´ch pozˇa-
davku˚ kladeny´ch na chova´nı´ funkce If-then-else vyvodı´me s pomocı´ teˇchto pojmu˚ patrˇicˇne´
du˚sledky.
Pozna´mka 4.2 Prˇedpokla´da´ se funkciona´lnı´ paradigma (v na´sledujı´cı´ch prˇı´kladech jed-
noduchy´ch programu˚ je vyuzˇit programovacı´ jazyk Haskell, ktery´ na´m poslouzˇı´ jako
prototyp funkciona´lnı´ho jazyka, jenzˇ je vhodny´ pro demonstraci problematiky specifi-
kace funkce If-then-else), kde je za´kladnı´m prvkem programu vy´raz, ne prˇı´kaz, jak je tomu
u imperativnı´ch jazyku˚. Jednodusˇsˇı´ se´mantika funkciona´lnı´ch jazyku˚ na´m take´ umozˇnı´
le´pe porozumeˇt problematice spjate´ se specifikacı´ funkce If-then-else.
4.2.1 Striktnost a non-striktnost
Funkce f je striktnı´ na argumentu x, jeli f(x/⊥) = ⊥. Neplatı´-li prˇedcha´zejı´cı´ tvrzenı´, je
f na parametru x non-striktnı´ [7][8].
4.2.2 Vy´raz
Termı´n vy´raz v programova´nı´ koliduje s vy´razem z oblasti logicke´ analy´zy prˇirozene´ho
jazyka. V prvnı´m prˇı´padeˇ je to posloupnost promeˇnny´ch, konstant a aplikacı´ funkcı´
(prˇı´padneˇ dalsˇı´ch pomocny´ch symbolu˚, naprˇı´klad „(“ a „)“), je tedy podobny´ vy´razuma-
tematicke´mu (naprˇı´klad (5 * 8 - 9) ‘mod‘ 7)) [9]. Narazı´me-li na vy´raz prˇi logicke´
analy´ze prˇirozene´ho jazyka, a tedy i pokud se bavı´me o TIL, je jı´m mysˇlen jazykovy´ vy´raz,
rˇeteˇzec znaku˚ majı´cı´ neˇjaky´ vy´znam (naprˇı´klad „Slunce svı´tı´“). Vy´raz v programova´nı´ je
v logicke´ analy´ze prˇirozene´ho jazyka pouze posloupnostı´ znaku˚, tedy jazykovy´m vy´razem,
takovy´m vy´razu˚m v TIL prˇirˇazujeme jakozˇto jejich vy´znamurcˇitou proceduru, konstrukci,
tak jak byla definova´na v kapitole 2, v sekci 3.1.4.
V te´to cˇa´sti kapitoly budeme pouzˇı´vat termı´n vy´raz ve vy´znamu, jaky´ je mu prˇikla´da´n
v programova´nı´, je ovsˇem du˚lezˇite´ si uveˇdomit, zˇe vzta´hneme-li tuto problematiku na
TIL, jedna´ se o Konstrukci.
13If P then⊥ else A =⊥; If P then⊥ else⊥ =⊥; IfN then A else⊥ =⊥; IfN then⊥ else⊥ =⊥; If⊥ then A
else B = ⊥; If ⊥ then A else ⊥ = ⊥; If ⊥ then ⊥ else A = ⊥; If ⊥ then ⊥ else ⊥ = ⊥.
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4.2.3 Redukcˇnı´ krok a redukcˇnı´ strategie
Meˇjme funkci f x1 . . . xn = N14 a vy´raz f M1 . . . Mn (aplikace te´to funkce na argumenty
– obecneˇ neˇjake´ vy´razy). Redukcˇnı´ krok je potom u´prava vy´razu, prˇi nı´zˇ se neˇktery´ jeho
podvy´raz tvaru f M1 . . . Mn, nahradı´ pravou stranou definice funkce, tj. vy´razem N , a
prˇitom je kazˇdy´ vy´skyt promeˇnne´ xi nahrazen odpovı´dajı´cı´m vy´razem Mi. Redukcˇnı´m
krokem rozumı´me i takove´ transformace vy´razu, kdy se vycˇı´slı´ jednoduche´ (aritmeticke´,
logicke´, . . . ) operace. Skutecˇnost, zˇe se vy´raz P v jednom redukcˇnı´m kroku transformuje
na vy´raz Q zapisujeme P  Q. Naprˇı´klad fact(3 * 2) fact(6).
Redukcˇnı´ strategie je pravidlo, ktere´ urcˇuje pro kazˇdy´ vy´raz prvnı´ redukcˇnı´ krok [10].
4.2.4 Striktnı´ vs. lı´na´ redukcˇnı´ strategie
Pouzˇı´va´-li programovacı´ jazyk striktnı´ redukcˇnı´ strategii, nejprve se zjednodusˇujı´ argu-
menty funkcı´, tj. ve vy´razu M N1 . . . Nn se nejprve redukuje podvy´raz Nn, pokud nelze
redukovat, redukuje se Nn−1, pokud se rovneˇzˇ neda´ redukovat, redukuje se Nn−2 atd.
Pokud nelze redukovat ani jeden z vy´razu˚ N1, . . . , Nn, redukuje se vy´raz M . Konecˇneˇ,
pokud se ani ten neda´ redukovat, jeM funkcı´ a cely´ vy´razM N1 . . . Nn se nahradı´ pravou
stranou jejı´ definice. Argumenty funkcı´ se prˇi pouzˇitı´ striktnı´ redukcˇnı´ strategie vyhod-
nocujı´ pra´veˇ jednou. Striktnı´ redukcˇnı´ strategii se neˇkdy te´zˇ rˇı´ka´ vola´nı´ hodnotou (call by
value).
Chova´nı´ lı´ne´ (lazy) redukcˇnı´ strategie ilustrujme opeˇt na obecne´m prˇı´kladu vy´razu
M N1 . . . Nn. Nejprve se redukuje podvy´razM , pokud redukovat nelze,musı´ by´tM funkcı´
a cely´ vy´raz M N1 . . . Nn se nahradı´ pravou stranou jejı´ definice, prˇicˇemzˇ se nahradı´
vsˇechny vy´skyty forma´lnı´ch parametru˚ te´to funkce za vy´razy Ni. Prˇi na´sobne´m dosazenı´
si vsˇak tato redukcˇnı´ strategie ulozˇı´ informaci o tom, ktere´ podvy´razy jsou stejne´ (vznikle´
dosazenı´m za ru˚zne´ vy´skyty te´zˇe promeˇnne´), v prˇı´padeˇ jejich dalsˇı´ho vyhodnocova´nı´ se
redukujı´ pouze jednou (a za vsˇechny vy´skyty je dosazena vy´sledna´ hodnota redukce). Prˇi
pouzˇitı´ lı´ne´ redukcˇnı´ strategie se argumenty funkcı´ vyhodnocujı´ nejvy´sˇe jedenkra´t. Lı´ne´
redukcˇnı´ strategii se neˇkdy te´zˇ rˇı´ka´ vola´nı´ prˇi potrˇebeˇ (call by need) [10][11].
Prˇı´klad 4.2
Pro u´cˇely ilustrace fungova´nı´ striktnı´ a lı´ne´ redukcˇnı´ strategie definujme na´sledujı´cı´ uzˇi-
vatelsky definovane´ funkce cube a ifThenElse v Haskellu.
cube :: Int -> Int
cube x = x * x * x
ifThenElse :: Bool -> t -> t -> t
ifThenElse p a b = case p of
True -> a
False -> b
14Pouzˇita´ notace vycha´zı´ z jazyka Haskell, argumenty jsou oddeˇleny mezerou a na prvnı´m mı´steˇ je jme´no
funkce (prefixnı´ za´pis).
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Postup lı´ne´ho vyhodnocova´nı´
 cube (3 * 4)  (3 * 4) * (3 * 4) * (3 * 4)  12 * 12 * 12
 144 * 12  1728
 ifThenElse (1 = 1) 1 (1 ‘div‘ 0)
 case (1 = 1) of True -> 1 False -> (1 ‘div‘ 0)  ∗ 1
Pozna´mka 4.3 „ ∗“ je tranzitivnı´m uza´veˇrem relace redukcˇnı´ho kroku „ “. Za´pisP  ∗
Q znamena´, zˇe po konecˇneˇ mnoha krocı´ch se P zredukuje na Q.
Implementacˇnı´ detaily case-vy´razu v Haskellu jsou uzˇivatelu˚m jazyka skryty, proto
nejsou uka´za´ny vsˇechny redukcˇnı´ kroky, ktere´ vedou azˇ k vy´sledku (v tomto prˇı´padeˇ 1).
Postup striktnı´ho vyhodnocova´nı´
 cube (3 * 4)  cube 12  12 * 12 * 12  144 * 12  1728
 ifThenElse (1 = 1) 1 (1 ‘div‘ 0) → ERROR
Striktnı´ redukcˇnı´ strategie narazı´ na vy´raz (1 ‘div‘ 0) jizˇ v prvnı´m redukcˇnı´m
kroku, pokus o vyhodnocenı´ tohoto vy´razu skoncˇı´ chybou, nulou nelze deˇlit.
Pozna´mka 4.4 JazykHaskellma´ non-striktnı´ se´mantiku, tedy i lı´ne´ vyhodnocova´nı´, prˇed-
chozı´ uka´zka striktnı´ evaluace je cˇisteˇ hypoteticka´ a ukazuje, jak by se postupovalo, kdyby
se uplatnila striktnı´ redukcˇnı´ strategie.
Specifikace funkce If-then-else s ohledem na pozˇadavky, ktere´ jsme formulovali v sekci
4.1, je problematicka´, protozˇe je v rozporu se striktnı´ evaluacˇnı´ (= redukcˇnı´) strategiı´.
Ta prˇed vstupem do teˇla funkce vzˇdy vyhodnotı´ vsˇechny argumenty funkce, proto je-
li neˇktery´ z nich nedefinova´n, cela´ funkce selzˇe (vyhodı´ se vy´jimka nebo je vyvola´na
jina´ adekva´tnı´ reakce). Proto v jazycı´ch se striktnı´ evaluacı´ nelze na uzˇivatelske´ u´rovni
podobne´ funkce definovat, na rozdı´l od jazyku˚ pouzˇı´vajı´cı´ch naprˇı´klad lazy evaluacˇnı´
strategii, kde je definova´nı´ non-striktnı´ch funkcı´ v porˇa´dku.
4.3 If-then-else v TIL
4.3.1 Striktnı´ definice
V TIL platı´ tzv. princip kompozicionality (vysveˇtleno v kapitole 2), je to mysˇlenka velmi
podobna´ striktnosti z teorie programovacı´ch jazyku˚ (4.2.1). Jednoducha´ u´vaha vedoucı´
k na´sledujı´cı´ definici je chybna´, nebot’nevlastnı´ konstituent cˇinı´ celou konstrukci, ktera´
tento konstituent obsahuje, nevlastnı´ (propagace parciality nahoru). Podobne´ chova´nı´
jsme pozorovali prˇi dosazenı´ nedefinovany´ch vy´razu˚ za parametry non-striktnı´ funkce v
jazyce se striktnı´ evaluacı´ (prˇı´klad 4.2).
Specifikace If-then-else je cˇerpa´na z [2], stejneˇ jako hlavnı´ mysˇlenky stojı´cı´ za textem v
te´to cˇa´sti kapitoly.
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Prˇı´klad 4.3
Pokus o definici If-then-else:
0If-then-else = λp d1 d2 [0Iα λd [p∧ [d = d1]]∨ [¬p∧ [d = d2]]]
Typy: p/∗n →v o; d, d1, d2/∗n →v α; If-then-else/(αoαα).
Jakmile chceme pouzˇı´t tuto definici na prˇı´klad nı´zˇe, objevı´ se onen zmı´neˇny´ proble´m
s nevlastnı´ konstrukcı´, kvu˚li ktere´ je cela´ Kompozice nevlastnı´.
[0If-then-else 0P 01 [0Div 01 00]]
Rˇesˇenı´ tohoto proble´mu je mozˇne´ dı´ky Trivializaci a hyperintenzionaliteˇ. Pokud totizˇ
budou promeˇnne´ z prˇedcha´zejı´cı´ho prˇı´kladu d, d1 a d2 v-konstruovat konstrukce a ky´zˇene´
argumenty trivializujeme, tedy mı´sto [0Div 01 00] pouzˇijeme 0[0Div 01 00], budou zde
mı´t hyperintenziona´lnı´ vy´skyt a dı´ky Trivializaci nemohou by´t nevlastnı´. Nynı´ probı´ha´
vyhodnocenı´ funkce ve dvou fa´zı´ch, nejprve se vybere na za´kladeˇ podmı´nky p jedna
z procedur d1, d2 a pote´ se tato procedura provede. Trivializace funkcˇnı´ch argumentu˚
zvysˇuje u´rovenˇ abstrakce na hyperintenziona´lnı´ u´rovenˇ, proto se vybrana´ konstrukce
musı´ prove´st jesˇteˇ jednou, vyuzˇije se tedy Dvojı´ho provedenı´.
Definice 4.1 Funkce If-then-else
0If-then-else = λp d1 d2 2[0I∗ λc [p ∧ [c = d1]] ∨ [¬p ∧ [c = d2]]]
Typy: p/∗n →v o; c, d1, d2/∗n+1 →v ∗n; 2c, 2d1, 2d2 → α; If-then-else/(αo ∗n∗n).
Definice funkce If-then-else se mu˚zˇe zda´t na prvnı´ pohled poneˇkud komplikovana´. Je
du˚lezˇite´ si uveˇdomit, zˇe kazˇdy´ Uza´veˇr urcˇuje charakteristickou funkci neˇjake´ mnozˇiny,
ktera´ vra´tı´ pravdivostnı´ hodnotu podle toho, zda argument je cˇi nenı´ prvkem dane´
mnozˇiny. Uza´veˇr λc [p∧ [c = d1]]∨ [¬p∧ [c = d2]] konstruuje (jednoprvkovou) mnozˇinu
konstrukcı´ a jejı´ charakteristicka´ funkce vra´tı´ pravdivostnı´ hodnotu P pra´veˇ tehdy, kdyzˇ
p v-konstruuje P a argument c je roven konstrukci d1 nebo pokud p v-konstruuje N a
argument je shodny´ s konstrukcı´ d2. 0I∗ je Singulariza´tor nad mnozˇinou konstrukcı´ (po-
psa´n v 2.1.10), vra´tı´ jediny´ prvek dane´ jednoprvkove´ mnozˇiny (jinak selzˇe a Kompozice je
tı´m pa´dem nevlastnı´). Vy´stupem prvnı´ho Provedenı´ je tedy konstrukce, ktera´ ovsˇem nenı´
definitivnı´m vy´sledkem, je nutne´ ji prove´st jesˇteˇ jednou (hyperintenziona´lnı´ u´rovenˇ).
Pro veˇtsˇı´ prˇehlednost a srozumitelnost budeme aplikaci funkce If-then-else zapisovat
prˇirozeneˇji ve tvaru If C then A else B mı´sto beˇzˇne´ho TILovske´ho prefixnı´ho za´pisu.
4.3.2 Vyuzˇitı´
Funkce If-then-else je hojneˇ vyuzˇı´va´na v oblasti analy´zy veˇt spojeny´ch s presupozicı´.
Zpra´vy obsahujı´cı´ presupozice se mohou objevit naprˇı´klad v multiagentnı´ch syste´mech,
kde je kazˇdy´ agent samostatnou jednotkou (strojem), ktera´ se chova´ v jiste´m smyslu
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inteligentneˇ.Nakonci kapitoly budeprezentova´nauka´zka takove´to komunikace neˇkolika
inteligentnı´ch agentu˚ 4.4. Nejprve je vsˇak nutne´ pokry´t teoreticky´ za´klad, ktery´ stojı´ za
fungova´nı´m te´to aplikace funkce If-then-else [12][13].
Presupozice Odpoveˇdeˇt na neˇktere´ typy ota´zek typu ano/ne nenı´ mozˇne´, pokud nenı´
splneˇn urcˇity´ prˇedpoklad. Tento prˇedpoklad se nazy´va´ presupozice. Smysluplnou odpo-
veˇd’na ota´zku spojenou s presupozicı´, tedy ano cˇi ne v za´vislosti na tom, zda je propozice
urcˇena´ touto ota´zkou pravdiva´ cˇi nikoliv, nelze da´t v prˇı´padeˇ, zˇe je presupozice neprav-
diva´. Takova´ odpoveˇd’by byla nesmyslna´. Zmı´neˇna´ propozice tedy nema´ v dane´m ⟨w, t⟩,
kdy je presupozice nepravdiva´, zˇa´dnou pravdivostnı´ hodnotu.
Prˇı´klad 4.4
Odpoveˇd’ na veˇtu „Uzˇ jste prˇestal kourˇit?“ nemu˚zˇe by´t kladna´ ani za´porna´, pokud do-
tycˇny´ nikdy nekourˇil. Kdyby odpoveˇdeˇl ano, znamenalo by to, zˇe jizˇ neˇkdy kourˇil, v
opacˇne´m prˇı´padeˇ se prˇizna´va´ k tomu, zˇe dosud kourˇı´. Presupozicı´ je v tomto prˇı´padeˇ
propozice, zˇe ta´zany´ neˇkdy v minulosti kourˇil.
Definice 4.2 Presupozice
Necht’P , Q→ oτω jsou konstrukce propozic. Pak Q je presupozicı´ P pra´veˇ kdyzˇ (P |= Q)
a (λwλt¬Pwt |= Q).
Pozna´mka 4.5 Q vyply´va´ zP i non-P . Du˚sledkem tedy je, zˇe pokud non-Q je pravda, pak
P nema´ zˇa´dnou pravdivostnı´ hodnotu (P nemu˚zˇe by´t pravdiva´ i nepravdiva´ za´rovenˇ).
Aplikace Cı´lem nasˇeho snazˇenı´ je schopnost pro kazˇdou propozici urcˇit jejı´ pravdi-
vostnı´ hodnotu v dane´m ⟨w, t⟩ a nebo nevra´tit zˇa´dnou pravdivostnı´ hodnotu, pokud
nenı´ prˇı´slusˇna´ presupozice splneˇna. S tı´mto u´kolem na´m pomu˚zˇe modifikovana´ varianta
funkce If-then-else, tj. If-then-else-fail.
Definice 4.3 Funkce If-then-else-fail
0If-then-else-fail = λp d1 2[0I∗ λc [p ∧ [c = d1]]]
Typy: p/∗n →v o; c, d1/∗n+1 →v ∗n; 2c, 2d1 → α; If-then-else-fail/(αo∗n).
V prˇı´padeˇ, zˇe parametr p v-konstruujeN, cela´ Kompozice selha´va´, je nevlastnı´. To vsˇak
naprosto vyhovuje nasˇı´ potrˇebeˇ, dosadı´me-li za p presupozici a za d1 s nı´ spojene´ tvrzenı´
(propozici).
Obdobneˇ jako u funkce If-then-else i v prˇı´padeˇ If-then-else-fail budeme pouzˇı´vat notacˇnı´
zjednodusˇenı´ ve tvaru If C then A else fail.
Prˇı´klad 4.5
Tento prˇı´klad je modifikacı´ cˇa´sti uka´zkove´ komunikace agentu˚ 4.4.2.
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A→B: Dojel jsi do servisnı´ho centra v Ostraveˇ?15
λwλt [If [0Jedewt 0B 0OSC] then [λwλt [0Dojetwt
0B 0OSC]] else fail]
Typy: B, OSC/ι; Dojet, Jede/(oιι)τω.
Veˇty v minule´m a budoucı´m cˇase Ze vsˇech veˇt spojeny´ch s presupozicı´ mu˚zˇeme
vycˇlenit ty, ktere´ jsou vminule´m nebo budoucı´m cˇase. Presupozice teˇchto veˇt by´vajı´ cˇasto
poneˇkud komplikovaneˇjsˇı´, chceme-li vyja´drˇit naprˇı´klad frekvenci vy´skytu neˇjake´ho jevu
nebomluvı´me o urcˇite´m cˇasove´m intervalu (den, ty´den, . . . ). Pro tyto u´cˇely bylo navrzˇeno
obecne´ sche´ma analy´zy cˇasovy´ch veˇt, ktere´ bylo prˇedstaveno v [14]. Pro demonstraci na´m
poslouzˇı´ na´sledujı´cı´ veˇty, z jejichzˇ analy´zy pote´ vyplyne ono sche´ma.
1. Jan byl po cely´ rok 2013 v zahranicˇı´.
 Zde je presupozicı´ to, zˇe rok 2013 jizˇ uplynul. Nemu˚zˇeme veˇdeˇt, jestli se Jan
nevra´tı´ do sve´ zemeˇ, pokud rok 2013 jesˇteˇ trva´.
 λwλt [If ∀t1 [[0Rok13 t1]⊃ [t1 < t]] then ∀t′ [[0Rok13 t′]
⊃ [0By´t v zahranicˇı´wt′ 0Jan]] else fail]
2. Jan byl v roce 2013 dvakra´t v zahranicˇı´.
 Presupozice je stejna´ jako u prˇedchozı´ veˇty. Zde uka´zˇeme, jak se vyporˇa´dat s
frekvencı´ vy´skytu uda´lostı´.
 λwλt [If ∀t1 [[0Rok13 t1]⊃ [t1 < t]] then [[0Dvakra´tw
λwλt [0By´t v zahranicˇı´wt 0Jan]] 0Rok13] else fail]
 [[0Dvakra´tw λwλt [0By´t v zahranicˇı´wt 0Jan]] 0Rok13]=
[0Card λd [∀t [[d t]⊃ [0By´t v zahranicˇı´wt 0Jan]]
∧∃t [[d t]∧ [0Rok13 t]]]= 02]
 Card vra´tı´ kardinalitu dane´ mnozˇiny. Promeˇnna´ d naby´va´ hodnot disjunktnı´ch
souvisly´ch cˇasovy´ch intervalu˚.
3. Jan bude 20. 12. 2014 cely´ den v zahranicˇı´.
 Presupozice pro tuto veˇtu na rozdı´l od te´ prˇedchozı´ prˇedpokla´da´, zˇe zminˇo-
vany´ den 20. 12. 2014 jesˇteˇ nenastal, protozˇe veˇta hovorˇı´ o budoucnosti.
 λwλt [If ∀t1 [[020 12 2014 t1]⊃ [t1 > t]] then ∀t′ [[020 12 2014 t′]
⊃ [0By´t v zahranicˇı´wt′ 0Jan]] else fail]
Typy: Rok13, 20 12 2014/(oτ); By´t v zahranicˇı´/(oι)τω; Dvakra´t/((o(oτ))oτω)ω;
Card/(τ(oα)); d→ (oτ).
15Presupozice spojena´ s touto veˇtou je propozice, zˇe B jede do ostravske´ho servisnı´ho centra.
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Pozna´mka 4.6 Uvazˇujeme pouze veˇty v minule´m cˇase, jezˇ v sobeˇ zahrnujı´ konkre´tnı´ cˇas,
kdy popisovana´ uda´lost nastala (bez tohoto u´daje jsou veˇty poneˇkud nekompletnı´, nabı´zı´
se ota´zka, kdy dana´ uda´lost probeˇhla). Veˇty, ktere´ nenesou cˇasove´ urcˇenı´ mu˚zˇeme take´
analyzovat, avsˇak v jejich prˇı´padeˇ odpada´ proble´m s presupozicı´, nejsou pro na´s tedy
zajı´mave´.
V prvnı´ vzorove´ veˇteˇ je presupozice vyja´drˇena konstrukcı´ ∀t1 [[0Rok13 t1]⊃ [t1 < t]].
Chceme docı´lit toho, aby nebyla vra´cena zˇa´dna´ pravdivostnı´ hodnota (selha´nı´) v prˇı´padeˇ,
zˇe cˇasovy´ interval, o ktere´m se ve veˇteˇ mluvı´ (rok 2013) neprˇedcha´zı´ aktua´lnı´mu cˇasu,
prˇesneˇji tedy pokud pro vsˇechny cˇasove´ okamzˇiky t1 platı´, zˇe pokud jsou z intervalu
urcˇene´ho rokem 2013, pak vsˇechny prˇedcha´zejı´ aktua´lnı´mu cˇasu t (t1 < t).
Ve druhe´ vzorove´ veˇteˇ je presupozice shodna´ s tou z veˇty prvnı´. Zajı´mavy´ je zde
modifika´tor frekvence Dvakra´t, jehozˇ denota´tem je funkce za´visla´ na sveˇteˇ, ktera´ bere
jako argument propozici. Vra´tı´ funkci, ktera´ na za´kladeˇ parametru, ktery´ prˇedstavuje
referencˇnı´ interval – cˇasovy´ u´sek, o neˇmzˇ se ve veˇteˇ hovorˇı´ (v nasˇem prˇı´padeˇ rok 2013),
rozhodne zda tento interval patrˇı´ do mnozˇiny vsˇech intervalu˚, ve ktery´ch byla dana´ pro-
pozice pravdiva´ (pra´veˇ) dvakra´t (pru˚nik chronologie propozice a referencˇnı´ho intervalu
ma´ kardinalitu 2).
Presupozice trˇetı´ veˇty je analogiı´ dvou prˇedesˇly´ch. Tentokra´t vsˇak vyzˇadujeme, aby
aktua´lnı´ cˇas prˇedcha´zel cˇasove´mu u´daji, o neˇmzˇ se ve veˇteˇ hovorˇı´ (20. 12. 2014). Nynı´
na za´kladeˇ teˇchto pozorova´nı´ mu˚zˇeme zformulovat obecne´ sche´ma pro analy´zu veˇt v
minule´m a budoucı´m cˇase. Funkce If-then-else-fail bude pro zkra´cenı´ analy´zy zahrnuta jizˇ
v definici sche´matu, nebude ji tedy trˇeba explicitneˇ pouzˇı´t.
Zaved’me tyto dva slozˇene´ typy a dveˇ funkce:
 V cˇase16 nazveme typ (oτ),
 Frekvence nazveme typ ((o(oτ))oτω)ω,
 Minulost/(o(o(oτ))(oτ))τ ,
 ≤τ/(o(oτ)τ).
Oznacˇme veˇtu (vyja´drˇenou propozicı´) v minule´m cˇase M, jejı´zˇ referencˇnı´ interval
bude typu V cˇase. Opera´tor≤τ vracı´ P, prˇedcha´zı´-li (nebo je roven) dany´ cˇasovy´ interval
dane´mu cˇasove´mu okamzˇiku, v opacˇne´m prˇı´padeˇ N. Funkce typu Frekvence slouzˇı´ k
vyja´drˇenı´ frekvence vy´skytu uda´losti (pravdivosti propozice v urcˇite´m pocˇtu cˇasovy´ch
okamzˇiku˚, prˇı´klademmu˚zˇe by´t funkceDvakra´tpouzˇita´ ve druhe´ vzorove´ veˇteˇ). Vy´stupem
takove´ funkce je mnozˇina disjunktnı´ch cˇasovy´ch intervalu˚, ve ktery´ch je dana´ propozice
v dane´m sveˇteˇ pravdiva´. Funkce Minulost v za´vislosti na cˇase vyhodnocenı´, referencˇnı´m
intervalu (propozice) typu V cˇase a mnozˇineˇ intervalu˚ (ve ktery´ch je propozice pravdiva´
– vy´stup funkce typu Frekvence) vracı´ P, N podle toho, zda dany´ referencˇnı´ interval
16Pro odlisˇenı´ skutecˇnosti, zˇe se jedna´ o pojmenovany´ typ (a sa´m o sobeˇ nenı´ soucˇa´stı´ konstrukcı´), budeme
jejich na´zvy znacˇit „nadtrzˇenı´m“.
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patrˇı´ do mnozˇiny intervalu˚ cˇi nikoliv, v prˇı´padeˇ, zˇe cˇasu vyhodnocenı´ neprˇedcha´zı´ cely´
referencˇnı´ interval, funkce selha´va´.
λwλt [0Minulost [0Frekvencew M ] 0V cˇase]= λwλt [If [0V cˇase ≤τ t] then [[0Frekvencew M ]
0V cˇase] else fail]
Pozna´mka 4.7 Frekvence a V cˇase prˇi aplikaci nahradı´me konkre´tnı´mi funkcemi (jak
vidno z prˇı´kladu nı´zˇe).
Analy´za prvnı´ vzorove´ veˇty s vyuzˇitı´m tohoto sche´matu vypada´ takto:
λwλt [0Minulost [0Cely´w λwλt [0By´t v zahranicˇı´wt 0Jan]] 0Rok13].
Uvedene´ sche´ma je mozˇno pouzˇı´t pro veˇty vminule´m cˇase. Podobne´ sche´ma pro veˇty
v cˇase budoucı´m zı´ska´me drobnou modifikacı´ jizˇ uvedene´ho sche´matu.
Potrˇebujeme definovat jesˇteˇ tyto funkce:
 Budoucnost/(o(o(oτ))(oτ))τ ,
 ≥τ/(o(oτ)τ).
Opera´tor ≥τ funguje opacˇneˇ vu˚cˇi ≤τ , vra´tı´ P, pokud dany´ cˇasovy´ interval na´sleduje
po (nebo je roven) dane´m cˇasove´m okamzˇiku, jinakN. FunkceBudoucnost se lisˇı´ od funkce
Minulost pouze v tom, zˇe vyuzˇı´va´ opera´toru ≥τ .
λwλt [0Budoucnost[0FrekvencewM ]0V cˇase]= λwλt [If [0V cˇase ≥τ t] then [[0FrekvencewM ]
0V cˇase] else fail]
Analy´za trˇetı´ vzorove´ veˇty s vyuzˇitı´m tohoto sche´matu vypada´ takto:
λwλt [0Budoucnost [0Cely´w λwλt [0By´t v zahranicˇı´wt 0Jan]] 020 12 2014].
4.4 Komunikace agentu˚
4.4.1 Obecne´ sche´ma posı´lany´ch zpra´v
V komunikaci agentu˚ vyuzˇijeme tzv. message performatives (cˇesky by se to dalo oznacˇit
jako ”oba´lky“ zpra´v). Jedna´ se o informaci o typuzpra´vy – zda se jedna´ o ota´zku, ozna´menı´
cˇi prˇı´kaz. Je to v podstateˇ strojove´ vyja´drˇenı´ typu veˇty (rozkazovacı´, oznamovacı´, ta´zacı´).
Oba´lek je v komunikaci agentu˚ potrˇeba, jelikozˇ obsah kazˇde´ zpra´vy oznacˇuje neˇjakou
propozici a nebylo by tak jasne´, zda se jedna´ o ota´zku, prˇı´kaz nebo ozna´menı´.
V TIL se modeluje komunikace agentu˚ pomocı´ sche´matu, ktere´ jasneˇ urcˇı´, o jaky´ typ
zpra´vy se jedna´, od koho je a komu byla urcˇena, soucˇa´stı´ je i samotna´ zpra´va [13].
λwλt [0Messagewt
0Who 0Whom λwλt [0Kindwt What]]
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Typy: Message/(oιιoτω)τω; Kind = (ooτω)τω; Query, Inform, Order/Kind; Who, Whom/ι;
What→ oτω.
ZaWho aWhom se dosadı´ prˇı´slusˇna´ individua, po rˇadeˇ odesı´latel a adresa´t, Kind je typ
(typu) zpra´vy, mu˚zˇe to by´t bud’Query (ota´zka), Inform (odpoveˇd’, ozna´menı´) nebo Order
(prˇı´kaz). What je samotna´ zpra´va, konstrukce konstruujı´cı´ propozici. Pouzˇitı´ uvedene´ho
sche´matu je videˇt da´le na prˇı´kladu komunikace agentu˚. . .
4.4.2 Demonstrace komunikace agentu˚
Agenti jsou samostatne´ mobilnı´ stroje komunikujı´cı´ mezi sebou a sbı´rajı´cı´ informace
o okolı´, ktere´ se pote´ ukla´dajı´ do znalostnı´ ba´ze syste´mu, kde mohou by´t vyuzˇity k
nejru˚zneˇjsˇı´m u´cˇelu˚m. Na´sledujı´cı´ prˇı´klad prˇiblizˇuje situaci, kdy je potrˇeba zkontrolovat
technicky´ stav agentu˚ v servisu.
Agenti A, B, C jsou beˇzˇny´mi agenty, tak jsou popsa´ni vy´sˇe. Agent D je nadrˇazen
agentu˚m A, B a C v tom smyslu, zˇe jim zada´va´ prˇı´kazy, je to jejich loka´lnı´ dispecˇer a je
jim tedy nadrˇazen. Ma´ rozsˇı´rˇenou ba´zi znalostı´, ktera´ je pravidelneˇ doplnˇova´na ostatnı´mi
agenty, proto je schopen odpovı´dat i na komplexneˇjsˇı´ empiricke´ dotazy. D ma´ prˇehled o
aktua´lnı´ pozici (GPS) vsˇech ostatnı´ch agentu˚.
Centra´lnı´ agent D vyzˇaduje kontrolu agentu˚ A, B a C v ostravske´m servisnı´m centru,
a za tı´mto u´cˇelem jim posı´la´ zpra´vu. Agentu˚m A a B je zpra´va dorucˇena, avsˇak agent C
se nacha´zı´ v prostrˇedı´, kde je bezdra´tove´ prˇipojenı´ ke komunikacˇnı´ sı´ti vysoce nestabilnı´,
prˇı´kaz se k neˇmu tedy nedostane.
1. D→{A, B, C} (8.50): [ORDER] Prˇijed’te na 11.00 na technickou prohlı´dku do servis-
nı´ho centra v Ostraveˇ.
 Dorucˇeno – A: 8.51, B: 8.52.
 Nedorucˇeno (do 15 minut) – C.
• D→A (8.50):
λwλt[0Messagewt
0D 0A λwλt [0Orderwt
[λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0A 0OSC]]
∧ [λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0B 0OSC]]
∧ [λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0C 0OSC]]]]
• D→B (8.50):
λwλt[0Messagewt
0D 0B λwλt [0Orderwt
[λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0A 0OSC]]
∧ [λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0B 0OSC]]
∧ [λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0C 0OSC]]]]
• D→C (8.50):
λwλt[0Messagewt
0D 0C λwλt [0Orderwt
[λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0A 0OSC]]
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∧ [λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0B 0OSC]]
∧ [λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0C 0OSC]]]]
• Typy: Prˇijet/(oιι)τω; A, B, C, D, OSC/ι; Cˇas 11 00/τ .
Pozna´mka 4.8 Zpra´vy obsahujı´ informaci o tom, kterˇı´ (dalsˇı´) agenti se majı´ u´cˇastnit pro-
hlı´dky v ostravske´m servisnı´m centru, dı´ky tomu o sobeˇ agenti „veˇdı´“. To bude du˚lezˇite´
pozdeˇji, kdy se agenti budou navza´jem kontrolovat.
2. A→D (8.52): [INFORM] Ano, prˇijedu. . .
 Dorucˇeno – D: 8.53.
• A→D (8.52):
λwλt [If [t < 0Cˇas 11 00]
then [0Messagewt
0A 0D λwλt [0Informwt
λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0A 0OSC]]]
else [0Messagewt
0A 0D λwλt [0Informwt λwλt¬[t < 0Cˇas 11 00]]]]
3. B→D (8.52): [INFORM] Ano, prˇijedu. . .
 Dorucˇeno – D: 8.53.
• B→D (8.52):
λwλt [If [t < 0Cˇas 11 00]
then [0Messagewt
0B 0D λwλt [0Informwt
λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0B 0OSC]]]
else [0Messagewt
0B 0D λwλt [0Informwt λwλt¬[t < 0Cˇas 11 00]]]]
Pozna´mka 4.9 Jakmile je zpra´va dorucˇena, musı´ si agenti zkontrolovat, zda je presupo-
zice zpra´vypravdiva´ nebone anaza´kladeˇ tohoposlat zpeˇt adekva´tnı´ odpoveˇd’.Vprˇı´padeˇ,
zˇe je splneˇna, posˇle adresa´t zpa´tky patrˇicˇnou odpoveˇd’, jinak posˇle zpa´tky negovanoupre-
supozici, aby odesı´latele informoval o nastale´ (mimorˇa´dne´) situaci.
D zkousˇı´ znovu kontaktovat C kazˇdy´ch 15 minut, nicme´neˇ zpra´va k neˇmu nikdy
nedorazı´. Pro jednoduchost agent D nepodnika´ zˇa´dne´ dalsˇı´ kroky, aby agenta C zkon-
taktoval, mohl by naprˇı´klad vyslat dalsˇı´ho agenta za agentem C, aby ho zkontaktoval
„osobneˇ“. Takove´ rˇesˇenı´ vsˇak prˇı´kladu neda´ zˇa´dnou dalsˇı´ prˇidanou hodnotu.
4. D→C (9.05 + k · 15 minut): [ORDER] Prˇijed’ na 11.00 na technickou prohlı´dku do
servisnı´ho centra v Ostraveˇ.17
 Nedorucˇeno (do 15 minut) – C.
• (zpra´va se opakuje)
Agenti si po tom, co dorazı´ na mı´sto urcˇenı´ posı´lajı´ dotazy, zda i ostatnı´ jizˇ dorazili.
Jedna´ se o urcˇitou vza´jemnou kontrolu. Kazˇdy´ agent se stara´ o jine´ho agenta, v tomto
prˇı´padeˇ se agent A stara´ o B, B kontroluje C a C dohlı´zˇı´ na A.
17Promeˇnna´ k postupneˇ naby´va´ hodnot 1, 2, . . . , dokud se nepodarˇı´ zpra´vu dorucˇit.
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5. A→B (10.20): [QUERY] Dojel jsi do servisnı´ho centra v Ostraveˇ?
 Dorucˇeno – B: 10.21.
• A→B (10.20):
λwλt [0Messagewt
0A 0B λwλt [0Querywt λwλt [
0Prˇijetwt
0B 0OSC]]]
6. B→A (10.21): [INFORM] Nedojel, jsem na cesteˇ.
 Dorucˇeno – A: 10.22.
• B→A (10.21):
λwλt [If [0Jedewt 0B 0OSC]
then [0Messagewt
0B 0A λwλt [0Informwt λwλt¬[0Prˇijetwt 0B 0OSC]]]
else [0Messagewt
0B 0A λwλt [0Informwt λwλt¬[0Jedewt 0B 0OSC]]]]
• Typy: Jede/(oιι)τω.
Agent B dorazı´ namı´sto a dota´zˇe seC, zda jizˇ take´ dorazil namı´sto. Ten vsˇak sta´le jesˇteˇ
nedostal zpra´vu odD, zˇema´ prˇijet na technickou kontrolu, nenı´ tedy splneˇna presupozice,
zˇe „jel na urcˇene´ mı´sto“.
7. B→C (10.28): [QUERY] Dojel jsi do servisnı´ho centra v Ostraveˇ?
 Dorucˇeno – C: 10.28.
• B→C (10.28):
λwλt [0Messagewt
0B 0C λwλt [0Querywt λwλt [
0Prˇijetwt
0C 0OSC]]]
8. C→B (10.29): [INFORM] Nedojel, nikam jsem nejel.
 Dorucˇeno – B: 10.30.
• C→B (10.29):
λwλt [If [0Jedewt 0C 0OSC]
then [0Messagewt
0C 0B λwλt [0Informwt λwλt¬[0Prˇijetwt 0C 0OSC]]]
else [0Messagewt
0C 0B λwλt [0Informwt λwλt¬[0Jedewt 0C 0OSC]]]]
B prˇeposˇle pu˚vodnı´ zpra´vu od D, kterou se mu nepodarˇilo dorucˇit. Agent C je vsˇak
sta´le v zo´neˇ s omezeny´m prˇı´stupem ke komunikacˇnı´ sı´ti; to, zˇe se podarˇilo prˇedchozı´
dveˇ zpra´vy dorucˇit bylo dı´lem na´hody. D se porˇa´d pokousˇı´ poslat svou zpra´vu agentu C
kazˇdy´ch 15minut (. . . , 10.05, 10.20, 10.35, . . . ). Nynı´ se i agentB snazˇı´ agentuC opakovaneˇ
prˇedat zpra´vu o technicke´ prohlı´dce v servisu, ovsˇem take´ marneˇ.
9. B→C (10.30 + l · 15 minut): [ORDER] Prˇijed’ na 11.00 na technickou prohlı´dku do
servisnı´ho centra v Ostraveˇ.18
 Nedorucˇeno (do 15 minut) – C.
18Promeˇnna´ l postupneˇ naby´va´ hodnot 1, 2, . . . , dokud se nepodarˇı´ zpra´vu dorucˇit. Agent B zkousˇı´ stejny´
postupu jako agent D.
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• (zpra´va se opakuje, je stejna´ jako zpra´va 4. a 1., s tı´m rozdı´lem, zˇe odesı´la-
telem je v tomto prˇı´padeˇ B)
Agenti B i D se snazˇı´ agentu C dorucˇit zpra´vu o technicke´ prohlı´dce v 11.00 hodin,
avsˇak nepodarˇı´ se jim to, dokud na to nenı´ prˇı´lisˇ pozdeˇ, tedy po 11. hodineˇ, kdy se agent
C v ra´mci svy´ch povinnosti dostal do oblasti s lepsˇı´m spojenı´m. Presupozice, zˇe je cˇas
schu˚zky v budoucnosti, tedy nenı´ splneˇna a tak nezby´va´ agentu C nic jine´ho nezˇ sdeˇlit
tento fakt agentu D. Mezitı´m jsou agenti A i B na technicke´ prohlı´dce v servise, jak bylo
napla´nova´no.
10. C→D (11.21): [INFORM] 11.00 < cˇas dorucˇenı´ zpra´vy, nedostal jsem zpra´vu vcˇas.
 Dorucˇeno – D: 11.22.
• C→D (11.21):
λwλt [If [t < 0Cˇas 11 00]
then [0Messagewt
0C 0D λwλt [0Informwt
λwλt [[[0Prˇijet w] 0Cˇas 11 00] 0C 0OSC]]]
else [0Messagewt
0C 0D λwλt [0Informwt λwλt¬[t < 0Cˇas 11 00]]]]
Agent D tedy napla´nuje prohlı´dku agenta C v jine´m cˇase. Spocˇı´ta´, za jak dlouho je
schopen dorazit do servisu s ohledem namomenta´lnı´ dopravnı´ situaci a polohu agentaC,
dı´ky ostatnı´m agentu˚m ma´ tyto informace ve sve´ ba´zi znalostı´. Na´sledneˇ agentu C posˇle
zpra´vu pozˇadujı´cı´ po neˇm, aby se dostavil v urcˇene´m cˇase.
Pozna´mka 4.10 Agent D nejprve provede dotaz nad svou ba´zi znalostı´ a zjistı´, jak
dlouho potrva´ agentu C cesta z jeho aktua´lnı´ polohy za momenta´lnı´ dopravnı´ situace
do ostravske´ho servisnı´ho centra (s rezervou 15 minut) a vypocˇtenou hodnotu si ulozˇı´
(Novy´ cˇas servis), aby ji pote´ mohl pouzˇı´t ve zpra´veˇ agentu C.
Novy´ cˇas servis = [λwλt [[0Doba cestywt [
0Lokacewt 0C] [0Lokacewt 0OSC] 0C]
+ 0Cˇas 15 minut+ t]]wt
Typy: Novy´ cˇas servis, Cˇas 15 minut/τ ; Doba cesty/(τµµι)τω; Lokace/(µι)τω19.
11. D→C (11.28): [ORDER] Prˇijed’ na noveˇ urcˇeny´ cˇas na technickou prohlı´dku do ser-
visnı´ho centra v Ostraveˇ.
 Dorucˇeno – C: 11.29.
• D→C (11.28):
λwλt [0Messagewt
0D 0C λwλt [0Orderwt
λwλt [[[0Prˇijet w] 0Novy´ cˇas servis] 0C 0OSC]]]
12. C→D (11.30): [INFORM] Ano, prˇijedu. . .
19Typ µ reprezentuje GPS sourˇadnice. Tento typ nenı´ prˇesneˇ definova´n, slouzˇı´ jako abstrakce od konkre´t-
nı´ho slozˇene´ho typu, ktery´ mu˚zˇe by´t pouzˇit pro reprezentaci GPS dat.
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 Dorucˇeno – D: 11.31.
• C→D (11.30):
λwλt [If [t < 0Novy´ cˇas servis]
then [0Messagewt
0C 0D λwλt [0Informwt
λwλt [[[0Prˇijet w] 0Novy´ cˇas servis] 0C 0OSC]]]
else [0Messagewt
0C 0D λwλt [0Informwt λwλt¬[t < 0Novy´ cˇas servis]]]]
Pozna´mka 4.11 V elektronicke´ prˇı´loze se nacha´zı´ cela´ uka´zka komunikace agentu˚ v ja-
zyce TIL-Script, soubor ma´ na´zev mas-com-example.ts.
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5 Jednoduchy´ interpret If-then-else
Jazyk TIL-Script byl prˇed a beˇhem psanı´ te´to pra´ce teprve v rane´m sta´diu vy´voje (acˇko-
liv bylo ocˇeka´va´no, zˇe jizˇ bude interpret TIL-Scriptu hotov). K dispozici tak byl pouze
parser napsany´ v jazyce Python s mozˇnostı´ integrace do jazyka Java pomocı´ Jythonu,
cozˇ je implementace jazyka Python pro virtua´lnı´ stroj Javy [16]. Protozˇe neexistovala
fungujı´cı´ programova´ struktura interpretu, byla tvorba modulu pro tento interpret do-
sti neprakticka´, jelikozˇ by bylo nutne´ tuto strukturu prˇinejmensˇı´m navrhnout a modul
implementovat s tı´m, zˇe nebude funkcˇnı´, dokud nebude hotov cely´ interpret. TIL-Script
navı´c v soucˇasne´ dobeˇ procha´zı´ rˇadou zmeˇn. Z teˇchto du˚vodu˚ jsem se rozhodl jı´t cestou
implementace zjednodusˇene´ho interpretu TIL-Scriptu pouze pro funkci If-then-else, aby
se dalo prezentovat pouzˇitı´ te´to funkce v jazyce TIL-Script. Na´sledneˇ vyuzˇı´t zkusˇenosti z
pra´ce s existujı´cı´m parserem pro na´vrh rˇa´dne´ho interpretu pro TIL-Script.
Interpret funkce If-then-else je schopen interpretovat jen podjazyk TIL-Scriptu, kde se z
konstrukcı´ mohou vyskytovat pouze Kompozice a Trivializace. Pro u´cˇely demonstrace byly
implementova´ny neˇktere´ matematicke´ a logicke´ funkce, odpovı´dajı´cı´ klı´cˇovy´m slovu˚m
TIL-Scriptu. Zde je jejich soupis:
 + – funkce scˇı´ta´nı´,
 - – funkce odcˇı´ta´nı´,
 * – funkce na´sobenı´,
 / – funkce deˇlenı´,
 = – funkce rovnosti cely´ch/rea´lny´ch cˇı´sel,
 And – funkce konjunkce,
 Or – funkce disjunkce,
 Implies – funkce implikace,
 Not – funkce negace.
5.1 Popis rozhranı´ a ovla´da´nı´
Po spusˇteˇnı´ interpretu (dvojklikem na soubor IfThenElseTILScript.jar) se zobrazı´ okno, se
ktery´m uzˇivatel da´le pracuje (vizte obra´zek ?? s pozna´mkou 5.1). Nejprve je nutne´ urcˇit
soubor se zdrojovy´m ko´dem TIL-Scriptu a to bud’„manua´lneˇ“, vypsa´nı´m absolutnı´ cesty
k souboru do textove´ho pole, ktere´ je uvedeno popisem „Input File:“, nebo s pomocı´
dialogu vy´beˇru souboru – ten je vyvola´n kliknutı´m na tlacˇı´tko „Open“ – po vybra´nı´ a
potvrzenı´ souboru se jeho obsah nacˇte do hlavnı´ho textove´ho pole umı´steˇne´ho v centru
okna. Uzˇivatel mu˚zˇe, kromeˇ vy´sˇe popsany´ch akcı´, napsat program rovnou do hlavnı´ho
textove´ho pole interpretu (a nemusı´ tedy v tomto prˇı´padeˇ zˇa´dny´ soubor uva´deˇt). Takte´zˇ je
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mozˇne´ nacˇteny´ soubor prˇed spusˇteˇnı´m interpretace da´le upravovat v hlavnı´m textove´m
poli interpretu (tyto zmeˇny se vsˇak nepromı´tnou do nacˇtene´ho souboru).
Uzˇivatel spustı´ interpretaci stiskem tlacˇı´tka „Run!“. Jakmile je interpretace dokoncˇena,
objevı´ se vy´sledek ve vy´stupnı´m textove´m poli ve spodnı´ cˇa´sti okna, pokud bylo zada´no
vı´ce neza´visly´ch vy´razu˚ v TIL-Scriptu (ukoncˇeny´ch tecˇkou), jsou vy´sledky uvozeny po-
stupneˇ dvojicı´ znaku˚ #1, . . . , #n.
Obra´zek 2: Uzˇivatelske´ rozhranı´ interpretu
Pozna´mka 5.1 Pro lepsˇı´ orientaci v popisu rozhranı´ jsou v obra´zku umı´steˇny cˇı´slice iden-
tifikujı´cı´ jednotlive´ graficke´ prvky, v seznamu nı´zˇe jsou tyto prvky pojmenova´ny a tato
jme´na jsou take´ v popisu pouzˇita.
1. Textove´ pole pro zada´nı´ cesty ke zdrojove´mu souboru.
2. Hlavnı´ textove´ pole, kde se zobrazuje zdrojovy´ ko´d.
3. Vy´stupnı´ textove´ pole, zde se zobrazujı´ vy´sledky interpretace.
4. Tlacˇı´tko pro vyvola´nı´ dialogu s vy´beˇrem ky´zˇene´ho souboru (se zdrojovy´m ko´dem).
5. Tlacˇı´tko pro spusˇteˇnı´ interpretace ko´du, ktery´ se nacha´zı´ v hlavnı´m textove´m poli.
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5.2 Implementace
Interpret je napsa´n v jazyce Java. Samotne´ trˇı´dy jsou rozdeˇleny do dvou balı´cˇku˚ podle
jejich povahy: main a gui.
V balı´cˇku main jsou umı´steˇny trˇı´dy, ktere´ majı´ na starost hlavnı´ funkcionalitu inter-
pretu, jmenoviteˇ jsou to trˇı´dy SimpleITEInterpreter a TSParser. Jak je z na´zvu patrne´,
trˇı´da SimpleITEInterpreter skry´va´ ja´dro aplikace, samotny´ interpret. Trˇı´daTSParser rˇesˇı´
vola´nı´ parseru na textovy´ vstup – za´pis programu v TIL-Scriptu.
Balı´cˇek gui obsahuje trˇı´dy spjate´ s uzˇivatelsky´m rozhranı´m interpretu, ktere´ je realizo-
va´no s vyuzˇitı´m standardnı´ knihovny Swing jazyka Java. Trˇı´daMainWindow seskupuje
prvky uzˇivatelske´ho rozhranı´ a mapuje mozˇne´ uzˇivatelske´ akce (kliknutı´ na tlacˇı´tko
apod.) na prˇı´slusˇny´ obsluzˇny´ ko´d. Dı´ky trˇı´deˇ TSFileFilter, ktera´ rozsˇirˇuje trˇı´du File-
Filter ze standardnı´ knihovny, uvidı´ uzˇivatel v dialogu pro vy´beˇr zdrojove´ho souboru s
programemvTIL-Scriptu pouze soubory s prˇı´pustnou prˇı´ponou. Trˇı´daUnrecognizedEn-
tityException je trˇı´da rozsˇirˇujı´cı´ ba´zovou trˇı´du vy´jimek v Javeˇ – Exception. Tato vy´jimka
je vyhozena v prˇı´padeˇ, zˇe interpret narazı´ v AST (Abstract Syntax Tree) na konstrukci v
TIL-Scriptu, kterou nenı´ schopen interpretovat (tj. ClosureNodeInterface, VariableNo-
deInterface a NExecutionNodeInterface).
Do projektu bylo trˇeba take´ importovat knihovny jython.jar amyTilscript.jar a slozˇku s
neˇktery´mi potrˇebny´mimoduly jazyka Python. SoubormyTilscript.jar obsahuje implemen-
taci parseru TIL-Scriptu v Pythonu, Jython umozˇnˇuje pracovat s programy v Pythonu a
volat je z ko´du v Javeˇ.
Informace o trˇı´da´ch, ktere´ jsou soucˇa´stı´ API jazyka Java pocha´zı´ z [15].
5.2.1 Balı´cˇek main
Trˇı´da TSParser Tato trˇı´da je vytvorˇena podle na´vrhove´ho vzoru Singleton, jenzˇ za-
jisˇt’uje existenci vzˇdy jen jedne´ instance, se kterou lze pracovat po zavola´nı´ staticke´ me-
tody getInstance(), jezˇ tuto instanci vracı´. Pomocı´ metody parse(String code)
dostaneme objekt trˇı´dy implementujı´cı´ rozhranı´ TSParserType (soucˇa´st implementace
parseru), zavola´me-li na neˇm metodu getAST() dostaneme seznam korˇenovy´ch uzlu˚
AST (pro kazˇdy´ vy´raz v jazyce TIL-Script jeden), s nı´mzˇ pote´ pracuje samotny´ interpret.
Trˇı´da SimpleITEInterpreter V te´to trˇı´deˇ je soustrˇedeˇna logika interpretu. Nejdu˚lezˇiteˇjsˇı´
jsou metody interpretITE(String source) a interpret(ASTNodeInterface
node), trˇı´da pak obsahuje jesˇteˇ dalsˇı´ pomocne´ metody usnadnˇujı´cı´ pra´ci s uzly AST a
metody starajı´cı´ se o aplikaci jednoduchy´ch matematicky´ch a logicky´ch funkcı´.
Prvnı´ z uvedeny´ch metod se stara´ o parsova´nı´ zdrojove´ho ko´du a zı´ska´nı´ seznamu
odpovı´dajı´cı´ch AST, po oveˇrˇenı´ platnosti vstupu, tedy Kompozice, kde je prvnı´ konstrukcı´
Trivializace funkce If-then-else cˇi If-then-else-fail20. Na´sledneˇ je spusˇteˇna interpretace jed-
notlivy´ch vstupu˚ (mu˚zˇe jich by´t vı´ce najednou).
20Jelikozˇ gramatika nepovoluje v na´zvech objektu˚ spojovnı´ky, byly zvoleny varianty s podtrzˇı´tkem, tedy
„If then else“ a „If then else fail“.
43
Vlastnı´ interpretaci zajisˇt’ujedruha´ zmı´neˇna´metodainterpret(ASTNodeInterface
node). ASTNodeIndertface je interface pro pra´ci s uzlem AST, v metodeˇ jsou pou-
zˇita rozsˇı´rˇenı´ tohoto rozhranı´, jmenoviteˇ tedy EntityNodeInterface, TrivialisationNo-
deInterface a CompositionNodeInterface. V za´vislosti na typu tohoto rozhranı´ se me-
toda´ vola´ rekurzivneˇ a vyhodnocujı´ se tak postupneˇ podkonstrukce. Jakmile je trˇeba
vyhodnotit samotnou aplikaci funkce na argumenty, je zavola´na odpovı´dajı´cı´ metoda
(performAdition(String op1, String op2), performSubtraction(String
op1, String op2) atd.), ktera´ vra´tı´ vy´sledek, jenzˇ pak mu˚zˇe by´t da´le zpracova´n.
Trˇı´da UnrecognizedEntityException Tato trˇı´da prˇedstavuje vy´jimku, ktera´ je vyho-
zena v prˇı´padeˇ, zˇe interpret narazı´ na nezna´mou konstrukci cˇi jinou entitu (naprˇı´klad
nezna´mou funkci). Vesˇkerou funkcionalitu poskytuje rodicˇovska´ trˇı´da Exception, trˇı´da
UnrecognizedEntityException prˇi vytva´rˇenı´ instance pouze zavola´ nadrˇazene´ konstruk-
tory, o zbytek se jizˇ postara´ zmı´neˇna´ trˇı´da Exception.
5.2.2 Balı´cˇek gui
Trˇı´da TSFileFilter Trˇı´daTSFileFilterprˇekry´va´ zdeˇdeˇne´metodyaccept(File file)
a getDescription() z trˇı´dy FileFilter.
Metoda accept(File file) vra´tı´ true, pokud je dany´ soubor (reprezentovany´
trˇı´dou File ze standardnı´ho API jazyka Java) pozˇadovany´m souborem s prˇı´ponou „.ts“,
prˇı´padneˇ „.TS“.
Metoda getDescription() vracı´ textovy´ popis filtrovany´ch souboru˚ (ten se objevı´
v dialogu s vy´beˇrem souboru).
Trˇı´da MainWindow Tato trˇı´da obsahuje prvky uzˇivatelske´ho rozhranı´, ktere´ jsou re-
prezentova´ny trˇı´dami knihovny Swing (naprˇı´klad textova´ pole – JTextField, tlacˇı´tka –
JButton atp.) a integruje je do jedine´ho okna, tvorˇene´ho trˇı´dou JFrame (takte´zˇ z knihovny
Swing), se ktery´m mu˚zˇe uzˇivatel po spusˇteˇnı´ programu pracovat. Jednotlive´ trˇı´dy a zpu˚-
sob jejich integrace zde nebudu popisovat, ko´d je generova´n (polo)automaticky´ s pomocı´
na´vrha´rˇe rozhranı´ IDE NetBeans, v neˇmzˇ byla implementace realizova´na.
Nejzajı´maveˇjsˇı´mimetodami v te´to trˇı´deˇ jsou openSourceFileButtonActionPer-
formed(ActionEvent evt) arunButtonActionPerformed(ActionEvent evt),
jejichzˇ ko´d se vykona´, jakmile uzˇivatel klikne na tlacˇı´tko „Open“ respektive „Run!“.
V prvnı´m prˇı´padeˇ je vyuzˇito prostrˇedku˚ trˇı´dy JFileChooser, ktera´ realizuje zobrazenı´
dialogu s vy´beˇrem vstupnı´ho souboru. Dı´ky na´mi definovane´ trˇı´deˇ TSFileFilter, jejı´zˇ
instance je prˇeda´na instanci trˇı´dy JFileChooser, se v dialogu objevı´ pouze prˇı´pustne´
soubory (a slozˇky). Po tom, co uzˇivatel potvrdı´ svou volbu, se obsah zvolene´ho souboru,
zdrojovy´ ko´d TIL-Scriptu, nacˇte do hlavnı´ho textove´ho pole interpretu, kde jej uzˇivatel
mu˚zˇe da´le upravovat.
V prˇı´padeˇ metody runButtonActionPerformed(ActionEvent evt) je zkon-
trolova´no, zda existuje vstup, nad ktery´m by interpret mohl by´t spusˇteˇn, tj. zda se v
hlavnı´m textove´m poli nacha´zı´ neˇjaky´ text, prˇı´padneˇ, jestli uzˇivatel nespecifikoval cestu
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ke zdrojove´mu souboru „rucˇneˇ“ v textove´m poli k tomu urcˇene´m. Jsou-li obeˇ tato pole
pra´zdna´, je na to uzˇivatel upozorneˇn vyskakujı´cı´m oknem (realizovany´m s pomocı´ trˇı´dy
JOptionPane). Pokud je vsˇe v porˇa´dku, je vytvorˇena instance interpretu a na nı´ zavola´na
metoda interpretITE(String source) se zdrojovy´m ko´dem prˇedany´m v parame-
tru source. Jakmile je pra´ce interpretu skoncˇena, je vy´sledek zapsa´n do textove´ho pole
pro vy´stup, kde si jej uzˇivatel mu˚zˇe prohle´dnout.
5.3 Uka´zky interpretace
Ukazˇme nynı´ na neˇkolika prˇı´kladech chova´nı´ interpretu. Nı´zˇe uvedeny´m uka´zkovy´m
programu˚m v TIL-Scriptu, ktere´ ukazujı´ chova´nı´ funkce If-then-else a If-then-else-fail, od-
povı´dajı´ vy´stupy pod nimi. Kazˇdou uka´zku popisuje kra´tky´ komenta´rˇ.
Prˇı´klad 5.1
Prvnı´ dveˇ uka´zky ilustrujı´ chova´nı´ funkce If-then-else. V uka´zce cˇ. 1 je podmı´nka vyhod-
nocena jako nepravdiva´ a je tedy vybra´na a provedena druha´ veˇtev funkce, cozˇ vede k
vy´sledku „30“.
V uka´zce cˇ. 2 je podmı´nka pravdiva´, vybra´na a provedena je tedy prvnı´ veˇtev, ta vsˇak
v-konstruuje nevlastnı´ Kompozici, nebot’nulou deˇlit nelze, proto funkce selha´va´ (nevracı´
zˇa´dnou hodnotu).
# ukazka c. 1
[’If_then_else
[’Or
[’= ’35 [’* ’4 ’8]]
[’Not ’True]
]
’[’+ ’17 ’33]
’[’* ’6 [’/ ’20 ’4]]
].
Result #1: 30.
# ukazka c. 2
[’If_then_else
[’And
’True
[’Implies
’False
[’= ’14 [’* ’2 ’7]]
]
]
’[’/ ’77 ’0]
’’61
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].
Result #2: Construction failed!
V prˇı´padeˇ uka´zky cˇ. 3 je vy´sledkem Provedenı´ druhe´ho argumentu, tj. „75“, jelikozˇ
byla podmı´nka vyhodnocena jako pravdiva´.
Podmı´nka v uka´zce cˇ 4. je nepravdiva´, funkce If-then-else-fail tedy selha´va´ a nenı´
vra´cena zˇa´dna´ vy´stupnı´ hodnota.
# ukazka c. 3
[’If_then_else_fail
[’Or
[’= ’6 ’7]
[’And ’True ’True]
]
’[’* ’5 [’+ ’6 ’9]]
].
Result #3: 75
# ukazka c. 4
[’If_then_else_fail
[’Not
[’Or
[’= ’6 [’* ’2 ’3]]
[’Implies ’True ’False]
]
]
’[’+ ’8 [’/ ’144 ’12]]
].
Result #4: Construction failed!
Tyto a dalsˇı´ uka´zky jsou soucˇa´stı´ elektronicky´ch prˇı´loh. Uka´zkove´ aplikace funkce If-
then-else jsou umı´steˇny v souboru If-then-else.ts, zatı´mco prˇı´klady funkce If-then-else-fail v
souboru If-then-else-fail.ts.
5.4 Na´vrh rˇa´dne´ implementace
V pru˚beˇhu implementace jsem narazil na proble´m prˇi zachycova´nı´ pythonovsky´ch vy´-
jimek prostrˇedky jazyka Java, cozˇ mu˚zˇe by´t du˚lezˇite´ prˇi osˇetrˇova´nı´ vy´jimecˇny´ch stavu˚,
ktere´ mohou nastat prˇi parsova´nı´ vstupu. Dalsˇı´ nevy´hodou je obtı´zˇna´ u´prava sta´vajı´-
cı´ho ko´du parseru, ktery´ se k projektu prˇipojuje v jar archı´vu. Vzhledem k vy´sˇe popsane´
problematicke´ integraci sta´vajı´cı´ho parseru napsane´ho v Pythonu do jiny´ch jazyku˚, bych
doporucˇil prˇepsat jej do jazyka, ve ktere´m bude implementace realizova´na (prˇedpokla´da´
se budoucı´ implementace v jazyce C# nebo Java).
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Pro usnadneˇnı´ budoucı´ implementace rˇa´dne´ho interpretu TIL-Scriptu je zde prezen-
tova´n mozˇny´ objektovy´ na´vrh (formou trˇı´dnı´ho diagramu), ktery´ vycha´zı´ ze zkusˇenostı´
s implementacı´ jednoduche´ho interpretu funkce If-then-else, a ukazuje mozˇnou budoucı´
strukturu ko´du interpretu.
Pozna´mka 5.2 Popis trˇı´dnı´ho diagramu prˇedcha´zı´ samotny´ diagram (na obra´zku 3), ten
je umı´steˇn azˇ na dalsˇı´ straneˇ z du˚vodu jeho veˇtsˇı´ velikosti.
5.4.1 Trˇı´dnı´ diagram
Trˇı´da TSParser prˇedstavuje parser TIL-Scriptu, pro u´sporu pameˇti je dovoleno vy-
tvorˇit pouze jednu instanci te´to trˇı´dy (na´vrhovy´ vzor Singleton), na te´to instanci lze
pote´ volat metodu parse(String sourceCode)21, ktera´ vra´tı´ usporˇa´danou dvojici
Pair<List<ASTNode>, Environment>. Prvnı´m prvkem te´to dvojice je seznam korˇe-
novy´ch uzlu˚ AST odpovı´dajı´cı´ch jednotlivy´m vy´razu˚m v TIL-Scriptu, ktere´ meˇl parser
zpracovat. Druhy´m prvkem je prostrˇedı´, tj. objekt drzˇı´cı´ seznam uzˇivatelsky´ch deklaracı´
v TIL-Scriptu (promeˇnne´, pojmenovane´ funkce). Prˇedpokla´da´ se, zˇe parser prˇed ukoncˇe-
nı´m parsova´nı´ vstupu provede i typovou kontrolu (to vsˇak nenı´ striktneˇ urcˇeno, je zde
prostor pro alternativy).
Trˇı´da Interpreter realizuje samotnou interpretaci – metodeˇ interpret(ASTNode
root, Environment env), je du˚lezˇite´ prˇedat, kromeˇ korˇenove´ho uzlu AST, i objekt
trˇı´dy Environment, aby se prˇı´padne´ vy´skyty (globa´lnı´ch) promeˇnny´ch cˇi pojmenovany´ch
funkcı´ mohly spra´vneˇ vyhodnotit. Tato trˇı´da take´ vyuzˇı´va´ na´vrhove´ho vzoru Singleton.
Trˇı´da Main prˇedstavuje vstupnı´ bod (metoda main(String[] args) vsˇak v dia-
gramu nenı´ vyobrazena) cele´ho interpretu a kloubı´ funkcionalitu obou vy´sˇe popsany´ch
trˇı´d. Nejprve zı´ska´ AST dı´ky instanci trˇı´dy TSParser a pote´ je postupneˇ necha´ interpreto-
vat s pomocı´ instance trˇı´dy Interpreter.
Abstraktnı´ trˇı´da ASTNode reprezentuje uzel v AST. Soucˇa´stı´ uzlu jsou vzˇdy refe-
rence na jeho potomky (atribut List<ASTNode> children) jednotlive´ trˇı´dy rozsˇirˇujı´cı´
tuto trˇı´du (VariableNode, TrivialisationNode, . . . ) prˇedstavujı´ typy konstrukcı´, jak je
zna´me z TIL, a prˇida´vajı´ funkcionalitu specifickou pro konkre´tnı´ typ konstrukce. Ve trˇı´deˇ
CompositionNode nalezneme metodu findStdFunction(String funName), ktera´
se stara´ o nalezenı´ prˇı´slusˇne´ funkce Kompozice v knihovneˇ standardnı´ch funkcı´, ktera´
bude soucˇa´stı´ jazyka TIL-Script (If-then-else budizˇ prˇı´kladem takove´to standardneˇ de-
finovane´ funkce). Tato funkce je reprezentova´na rozhranı´m TSFunction, ktere´ umozˇnı´
volat metodu applyFunction(GenericTSValue[] args) a aplikovat tak funkce na
argumenty prˇedane´ v parametru args.
Jelikozˇ TIL pracuje i s objekty vysˇsˇı´ch rˇa´du˚ nezˇ 1, je nutne´ s tı´mto faktem pocˇı´-
tat i prˇi na´vrhu interpretu TIL-Scriptu. Pro tyto u´cˇely je zde rozhranı´ GenericTSValue,
ktere´ trˇı´da ASTNode implementuje. Zmı´neˇne´ rozhranı´ prˇedepisuje implementaci me-
tody eval(Environment env), ktera´ je pouzˇita v prˇı´padeˇ, zˇe dana´ konstrukce jesˇteˇ
nenı´ vy´slednou hodnotou a je trˇeba ji prove´st. Kromeˇ tohoto rozhranı´ vsˇak trˇı´da AST-
Node implementuje i rozhranı´ TSValue<ASTNode> definujı´cı´ metodu getValue(),
21V textuuva´deˇne´ za´pisy hlavicˇekmetodpouzˇı´vajı´ syntaxi jazyka Java, v diagramu je notacemı´rneˇ odlisˇna´.
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jezˇ je pouzˇita v prˇı´padeˇ, zˇe dana´ konstrukce jizˇ ma´ by´t vy´sledkem evaluace. Parametrizo-
vane´ rozhranı´ TSValue<T> (kde T je typem hodnoty) pote´ implementujı´ objekty typu
rˇa´du 1, ktere´ zna´me z TIL, v TIL-Scriptu jsou to objekty typu Bool, Indiv, Time, World,
String, atd. Kazˇdy´ takovy´ objekt si drzˇı´ vlastnı´ hodnotu prˇı´stupnou po zavola´nı´ metody
getValue(), ktera´ jizˇ byla zmı´neˇna v souvislosti s trˇı´dou ASTNode.
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6 Za´veˇr
6.1 Dosazˇene´ cı´le
Jednı´m z hlavnı´ch cı´lu˚ pra´ce bylo popsat problematiku specifikace funkce If-then-else. Byla
uvedenadefinice If-then-elseve smyslu logicke´ spojky a logicke´ho opera´toru vpredika´tove´
logice 1. rˇa´du a vysveˇtlena jejich se´mantika, na´sledneˇ bylo zjisˇteˇno, zˇe takova´to definice
nenı´ zcela dostacˇujı´cı´ a nesplnˇuje na´roky na chova´nı´ te´to funkce v prˇı´padeˇ, kdy je neˇktery´
z argumentu˚ nedefinova´n. V na´sledujı´cı´ sekci byla funkce If-then-else rozebra´na z hle-
diska teorie programovacı´ch jazyku˚. Po zavedenı´ neˇkolika nezbytny´ch pojmu˚, zejme´na
redukcˇnı´ (evaluacˇnı´) strategie a jejı´ striktnı´ a lazy varianta, bylo na na´zorne´m prˇı´kladu
programu v jazyce Haskell, jenzˇ na´m dı´ky sve´ jednoduche´ se´mantice vy´borneˇ poslouzˇil
pro demonstraci, uka´za´na nemozˇnost definova´nı´ non-striktnı´ch funkcı´ na uzˇivatelske´
u´rovni v jazycı´ch se striktnı´ evaluacı´ (tj. i funkce If-then-else). Pra´ce se pote´ zaby´vala de-
finicı´ If-then-else v TIL, kde je dı´ky hyperintenzionaliteˇ a parcialiteˇ zajisˇteˇno pozˇadovane´
chova´nı´, ktere´ je navı´c v souladu s principem kompozicionality. Da´le kapitola pokracˇuje
analy´zou veˇt spojeny´ch s presupozicı´, veˇtami v minule´m a budoucı´m cˇase, kde je mj.
prˇedstaveno obecne´ sche´ma analy´zy teˇchto veˇt. Nakonec je uvedena uka´zka komunikace
agentu˚ vmultiagentnı´m syste´mu, na ktere´ je dobrˇe videˇt, zˇe je TIL vhodny´m prostrˇedkem
takove´to komunikace, cela´ uka´zka byla take´ prˇevedena do jazyka TIL-Script.
Soucˇa´stı´ pra´ce je take´ shrnutı´ za´kladu˚ Transparentnı´ intenziona´lnı´ logiky a jejı´ch
za´kladu˚. Pra´ce take´ prˇedstavuje nejnoveˇjsˇı´ podobu jazyka TIL-Script, je zde podrobneˇ
popsa´na jeho syntax, ktera´ stojı´ na revidovane´ verzi gramatiky, ktera´ je takte´zˇ soucˇa´stı´
te´to pra´ce.
Kvu˚li rane´mu sta´diu vy´voje jazyka TIL-Script nebylo mozˇne´ vytvorˇit modul, ktery´ by
se integroval do jizˇ fungujı´cı´ho interpretu jazyka TIL-Script, nebot’ten v dobeˇ psanı´ pra´ce
dosud neexistoval (prˇed zapocˇetı´m pra´ce byl k dispozici pouze parser). Pro demonstracˇnı´
u´cˇely byl tedy vytvorˇen jednoduchy´ interpret funkce If-then-else v TIL-Scriptu, jehozˇ
implementace i uzˇivatelske´ rozhranı´ bylo popsa´no. Byl take´ vypracova´n objektovy´ na´vrh
budoucı´ implementace rˇa´dne´ho interpretu, ktery´ je v pra´ci take´ popsa´n.
6.2 Pohled do budoucna
Dalsˇı´ vy´voj projektu funkciona´lnı´ho jazyka TIL-Script bude zcela urcˇiteˇ obna´sˇet imple-
mentaci rˇa´dne´ho interpretu, prˇicˇemzˇ mu˚zˇe by´t vyuzˇito objektove´ho na´vrhu uvedene´ho
v te´to pra´ci. Postupneˇ by se meˇly mozˇnosti tohoto jazyka rozsˇirˇovat o na´sledujı´cı´ veˇci:
 Implementace standardnı´ knihovny beˇzˇneˇ pouzˇı´vany´ch funkcı´, ktera´ bude soucˇa´stı´
API jazyka TIL-Script.
 Na´vrh vhodne´ reprezentace znalostnı´ ba´ze a schopnost jejı´ho vyuzˇı´tı´ v ra´mci jazyka
TIL-Script.
 Vytvorˇenı´ inferencˇnı´ho stroje pro TIL-Script, ktery´ umozˇnı´ vyvozova´nı´ du˚sledku˚ z
explicitneˇ dany´ch faktu˚ (ulozˇeny´ch ve znalostnı´ ba´zi).
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A Prˇı´loha na CD
 Jednoduchy´ interpret funkce If-then-else pro TIL-Script.
 Soubory If-then-else.ts a If-then-else-fail.ts obsahujı´cı´ uka´zkove´ aplikace funkce If-
then-else(-fail) pro zpracova´nı´ implementovany´m interpretem.
 Soubor mas com example.ts soubor s uka´zkou komunikace agentu˚ prˇevedenou do
jazyka TIL-Script.
