Abstract A linear program with linear complementarity constraints (LPCC) requires the minimization of a linear objective over a set of linear constraints together with additional linear complementarity constraints. This class has emerged as a modeling paradigm for a broad collection of problems, including bilevel programs, Stackelberg games, inverse quadratic programs, and problems involving equilibrium constraints. The presence of the complementarity constraints results in a nonconvex optimization problem. We develop a branch-and-cut algorithm to find a global optimum for this class of optimization problems, where we branch directly on complementarities. We develop branching rules and feasibility recovery procedures and demonstrate their computational effectiveness in a comparison with CPLEX. The implementation builds on CPLEX through the use of callback routines. The computational results show that our approach is a strong alternative to constructing an integer programming formulation using big-M terms to represent bounds for variables, with testing conducted on general LPCCs as well as on instances generated from bilevel programs with convex quadratic lower level problems.
Introduction
A linear program with linear complementarity constraints (LPCC), which minimizes a linear objective function over a set of linear constraints with additional linear complementarity constraints, is a nonconvex, disjunctive optimization problem. In §1.1, we present the mathematical formulation of the general LPCC we use throughout this paper. In §1.2, various existing algorithms designed for solving LPCCs are reviewed. Most of these existing methods are only able to obtain a stationary solution and incapable of ascertaining the quality of the solution. This is the major drawback for the existing solvers. In this paper, we mainly focus on finding the global resolution of the LPCC, and we achieve this goal through two steps:
Step 1 Study various valid constraints by exploiting the complementarity constraints directly, and evaluate the benefit of these constraints on the value of the linear relaxation of the LPCC. We have previously discussed valid constraints for the LPCC in [49] , and we briefly recap these constraints in §2.2.
Step 2 Propose a branch-and-cut algorithm to globally solve the LPCC problem, where cuts are derived from various valid constraints studied in Step 1 and branching is imposed on the complementarity constraints. A general LPCC solver has been developed based on this branch-and-cut approach, and it is able to compete with the existing MIP-based solvers like CPLEX.
The branch-and-cut algorithm is introduced in §1.3, where we also outline the rest of the paper.
Statement of the Problem
We consider a general formulation of the LPCC in the form suggested by Pang and Fukushima [52] . Given vectors and matrices: c ∈ R n , d ∈ R m , b ∈ R k , q ∈ R m , A ∈ R k×n , B ∈ R k×m , N ∈ R m×n and M ∈ R m×m , the LPCC is to find (x, y, w) ∈ R n × R m × R m in order to solve to global optimality 
where a ⊥ b denotes perpendicularity between vectors a and b, i.e., a T b = 0. Without the orthogonality condition y ⊥ w, the LPCC is a linear program (LP). The global resolution of the LPCC means the generation of a certificate showing that the problem is in one of its 3 possible states: (a) it is infeasible, (b) it is feasible but unbounded below, or (c) it attains a finite optimal solution. Note that problem (1) is equivalent to 2 m linear programs obtained by making each possible assignment for the complementary variables: either y i = 0 or w i = 0 for each i = 1, . . . , m; hence, it is not possible for an LPCC to have a finite optimal value that is not attained.
If the feasible regions for y and w are bounded then there exist diagonal matrices Θ y and Θ w with diagonal entries θ 
The obvious drawback of this formulation is that in order to find θ y i and θ w i we need to compute valid upper bounds of y i and w i , not to mention such upper bounds may not exist if the feasible regions for y and/or w are unbounded. To avoid this drawback, in this paper, we present a branch-and-cut algorithm which branches on the complementarity constraint directly. Previous work on branching on complementarity constraints includes [11, 19, 30] .
Problem (1) generalizes the standard linear complementarity problem (LCP) [14] : 0 ≤ y ⊥ q+M y ≥ 0, so the LPCC is NP-Hard. Moreover, affine variational constraints also lead to the problem (1) [46] . Applications of the LPCC are surveyed in [33] . Among these applications, complementarity constraints play three principal roles during the modelling process:
1. Modelling KKT optimality conditions that must be satisfied by some of the variables. Such applications include hierarchical optimization such as Stackelberg games [55] , inverse convex quadratic programs, indefinite quadratic programs [27, 31] , and cross-validated support vector regression [42, 43] . 2. Modelling equilibrium constraints. See for example the texts [16, 46] , the survey article [51] , or a recent paper on market equilibrium in electric power markets [24] . 3. Modelling certain logical conditions that are required by some practical optimization problems. Such applications include non-convex piecewise linear optimization, quantile minimization [53] , and ℓ 0 -minimization [13, 21] .
Previous Work on Solving LPCCs
Research on algorithms for solving an LPCC can be divided into two main areas: one concerns the development of globally convergent algorithms with a guarantee of finding a suitable stationary point; the other concerns the development of exact algorithms for global resolution of an LPCC. See the survey [39] for a more detailed review. It is noted that the methods which are able to solve a general LCP can also be extended to solve an LPCC by using the so called sequential LCP Method. Such a procedure can be found in detail in [40] . A complementary pivoting algorithm for an LPCC is an extension of a pivoting algorithm for LCP which handles linear complementarity constraints just as the classic simplex algorithm for linear programs. Such algorithms usually perform in this way: start from a feasible solution, maintain feasibility for all iterations and try to improve the objective function. Under certain constraint qualifications, these methods guarantee convergence to a certain stationary solution. The references [17, 26, 36] study and implement this type of method to solve the general LPCC. Another way to get a stationary point is through a so called regularization framework [54] : construct a sequence of relaxed problems controlled by some parameter, then obtain a sequence of solutions which converge to a stationary point when the parameter goes to the limit. Each regularized relaxed problem is solved by an NLP based algorithm such as an interior point method. One method of regularization is to introduce a positive parameter φ and relax the complementarity constraints in problem (1) using either {y, w ≥ 0, y T w ≤ φ} or some other approach [13, 21] . An alternative is to put a penalty for violation of the complementarity constraints into the objective, and gradually update the penalty to infinity [44] . A homotopy method has also been proposed [57] . The obvious drawback of these methods is that they are incapable of ascertaining the quality of the computed solution.
The methods for global resolution of an LPCC are mainly based on an enumerative scheme. Several branch-and-bound methods have been proposed for solving an LPCC derived from a bilevel linear program. Bard and Moore [10] proposed a pure branch-and-bound method for solving bilevel linear programs. Hansen et al. [29] enhance this branch-and-bound scheme by exploiting the necessary optimality condition of the inner problem. As opposed to a branch-and-bound method, the references [34, 38] study alternative ways to solve an LPCC by using a cutting plane method. Audet et al. [6] proposed a branchand-cut algorithm for solving bilevel linear programs. An RLT method for finding a feasible solution to a problem with both binary and complementarity constraints is proposed in [24] . It follows from the results of [8] that an LPCC can be lifted to an equivalent convex optimization problem so it can in principle be solved globally using a convex optimization algorithm; the drawback to this approach is that the convexity is over the cone of completely positive matrices which is hard to work with computationally.
It is noted that most of the existing methods for global resolution of the LPCC presume the LPCC has a finite optimal value, and this limitation was not resolved until the paper [32] . In that paper, the authors proposed a minimax integer programming formulation of the LPCC, and solve this system using a Benders decomposition method. The method was extended to quadratic programs with complementarity constraints in [7] . A branching scheme for determining boundedness of the optimal value of a linear program with a bilinear objective function was proposed in [5] .
The success of the Benders decomposition method [7, 32] heavily depends on a so called sparsification process. If the sparsification process is not successful, in the worst case it will be necessary to check every piece of the LPCC. In this paper, we alternatively use a specialized branch-and-cut scheme which is a more systematic enumerative process to get the global resolution of the LPCC, and our algorithm is also able to characterize infeasible and unbounded LPCC problems as well as solve problems with finite optimal value. Moreover we also discuss various valid constraints for the LPCC by exploiting the complementarity structure; this topic has not been fully exploited in the literature for studying the LPCC.
The complementarity structure of an LPCC can be generalized to SOS1 constraints, a type of special ordered set constraint requiring that at most one of a set of variables is nonzero. Recent work on branchand-cut approaches to problems with SOS1 constraints include [20, 22] . De Farias et al. [20] considered problems where all the coefficients are nonnegative and their emphasis is on possible families of cutting planes using a sequential lifting procedure. Fischer and Pfetsch [22] emphasize cuts and branching techniques for problems with overlapping SOS1 constraints, that is, sets of complementarity constraints that have variables in common; this structure can be represented with conflict graphs and can be exploited in the derivation of valid cutting planes and in the construction of sophisticated branching rules building on the ideas of Beale and Tomlin [11] . In our formulation, each variable appears in at most one complementarity constraint, so the nice techniques of Fischer and Pfetsch would not be helpful.
LPCC using Branch-and-Cut
In this paper, we propose a branch-and-cut algorithm for solving the general LPCC problem (1) . In §2, we describe the preprocessing phase of our algorithm: in §2.1, a heuristic feasibility recovery procedure is developed to recover a feasible solution of the LPCC which provides a valid upper bound of the LPCC; and in §2.2, the strategy of generating and selecting from various types of cutting planes we studied in [49] is discussed, which could sharpen the LP relaxation and improve the initial lower bound of LPCC. In §3, we present the second phase of our algorithm: branch-and-bound. Various node selection strategies and branching complementarity selection strategies are discussed in §3.1 and §3.2. Our proposed algorithm is able to characterize infeasible and unbounded LPCC problems as well as solve problems with finite optimal value. The algorithm is summarized in §4. In §5, we show the computational results of our branch-and-cut algorithm on solving randomly generated LPCC instances.
In the MIP formulation (2), the binary vector z is only used to model the complementary relationship of the LPCC, and except for the complementarity constraints it does not interact with x and y at all. This observation motivates us to enforce the complementarities through a specialized branching scheme, i.e., branch on complementarities directly without introducing the binary vector z. This kind of specialized branching approach has been studied to solve several problems such as generalized assignment problems [18] , nonconvex quadratic programs [56] , nonconvex piecewise linear optimization problems [41] , and problems with overlapping SOS1 constraints [20, 22] . The obvious advantage of using a specialized branching approach for solving the LPCC is that we no longer need θ in the formulation, and therefore this approach is also applicable for the case when y or w is unbounded. In fact, even if we know such a θ exists, the cost of computing a valid θ could be very expensive especially when m is very large. Moreover, introducing the binary vector z will lead to an increase in both the number of variables and the number of constraints, and these Big-M type constraints are usually not tight which will lead to a number of violated complementarities in the solution of the relaxation.
Preprocessing Phase
When the initial LP relaxation is bounded below, the preprocessing phase will be invoked, consisting of a feasibility recovery process and a cutting plane selection and management process. The feasibility recovery process may provide a valid upper bound for the LPCC, while the cutting plane selection and management process may provide a better lower bound for the LPCC. Both processes may provide a good starting point for the second phase of our algorithm: branch-and-bound.
LPCC Feasibility Recovery
Finding a good feasible solution to an LPCC is an essential component of our branch-and-cut algorithm for globally resolving the LPCC. A good upper bound can help prune nodes quickly, and avoid unnecessary branching. Notice that here we assume the initial LP relaxation is bounded when we apply our feasibility recovery procedures. Our feasibility recovery procedures have some similarities to feasibility pumps for MIP and MINLP [23] .
For ease of discussion, we first introduce some notation and definitions.
Definition 1 Given any binary vector z with dimension m, we define the linear program LPCC(z) as follows: minimize 
where 1 is the vector with all components equal to 1.
Based on the above two definitions, it is obvious that the following proposition is true: 
Just like mixed integer programs, it is often a good idea to recover a feasible solution based on the LP relaxation solution. The most intuitive recovery process is to round the LP relaxation solution into a solution that satisfies all the complementarity constraints. We use this rounding procedure to initialize a new local search feasibility recovery process, detailed in Procedure 1. Notice that we define search breadth as the number of candidates that we are going to select from binary vectors which are adjacent to the initial z * , and search depth as the maximum number of iterations that we are going to perform for each candidate. We can set search breadth and search depth to control the local search process. The proposed local search procedure can be used to find a feasible solution, although the quality of the recovered feasible solution is not guaranteed. We use optimality based bound tightening [28, 47, 58] to resolve this issue, refining the local search feasibility recovery procedure through the addition of the constraints lb search ≤ c T x + d T y ≤ ub search to (4) when computing the feasibility gap. Procedure 2 describes this refined feasibility recovery procedure. We will demonstrate the computational results of our proposed local search feasibility recovery process in §5. See Fischer and Pfetsch [22] for primal heuristics that can be used when a variable appears in more than one complementarity constraint.
Cutting Plane Generation and Selection
The second key step in our preprocessing phase is the generation and selection of cutting planes. We have discussed various valid linear constraints and second order cone constraints that can be used to tighten the initial relaxation of LPCC in [49] , and have shown the computational results of these valid constraints individually. As important as finding these cutting planes is the selection of the cuts that actually should be added to the initial LP relaxation. In this section, we will describe our detailed procedure to generate and select our cutting planes. Note that we will only add cutting planes at the root node, and perform the generation of each type of cut in rounds and in the following order:
-Disjunctive cuts and Simple cuts -Bound cuts -Linear cuts derived from second order cone constraints
We use the computational results with these cutting planes in [49] to guide the cut generation process. The details of generation and selection rule are described as follows. 
Disjunctive cuts and simple cuts
These cuts exploit the disjunctive constraints: for each i, either y i ≤ 0 or w i ≤ 0. The solution to the LP relaxation typically violates a number of these disjunctions, and disjunctive cuts can either be generated by solving a supplemental linear program, or by examining the optimal tableau for the LP relaxation. Based on our computational experience, it seems that general disjunctive cuts and simple cuts [9, 4, 6] are the weakest cuts among our three type of cutting planes, but they are the cheapest to generate. Therefore we generate this type of cut first. The solving time of CPLEX for our test instances became worse when we added all of the generated disjunctive cuts or simple cuts to the root node even though the value of the initial LP relaxation was improved by these cuts, because the initial LP became too large. Moreover, due also to the high cost of generating general disjunctive cuts, we only generate ⌊m/100⌋ rounds of general disjunctive cuts and for each round we only generate at most 3 general disjunctive cuts instead of generating disjunctive cuts for each violated complementarity constraint.
The values of y i w i in the optimal solution to the LP relaxation are sorted in nonascending order and we select complementarity constraints with index that corresponds to the largest three products. After each round of generating cuts, we will remove every cut whose corresponding slack variable is basic in the relaxed LP, in order is to keep the size of the relaxed LP small. After generating the general disjunctive cuts, ⌊m/10⌋ rounds of simple cuts will be added. Since a simple cut is derived from the simplex tableau with almost no cost, we will generate simple cuts for every violated complementarity constraint in each round, and also remove every cut whose corresponding slack variable is basic in the relaxed LP after each round of generating cuts.
Bound cuts
Upper bounds u 
for any pair of complementary variables y i and w i . Strengthening the upper bounds seems very important for the branch-and-bound routine of CPLEX for solving our instances, and the bound cuts also improve the initial lower bound dramatically. However, the major drawback of bound cuts is that they are very expensive to generate, especially when m, the number of complementarity constraints, is very large. Therefore, we will only compute bounds for at most 5 pairs of complementary variables, and the selection of these complementary variables is the same as the selection of complementarity constraints to generate disjunctive cuts. An upper bound u 
where ub is a known upper bound on the optimal value of the LPCC. A similar LP can be constructed to get bounds on w.
We also investigated improving the bound cuts by splitting the variables. In particular, two versions of problem (6) could be solved, one with the additional constraint y k = 0 and the other with the additional constraint w k = 0, for some index k = i. The maximum of the optimal values of these two problems could potentially improve on the initial upper bound. For our test instances, the additional computational work involved in computing these improved bounds did not improve the overall computational time, so this splitting is not included in our results.
Linear cuts from second order cone constraints
Based on the computational results of [49] , cuts derived from a certain second order cone constraint can significantly improve the initial lower bound of our instances with relatively low generating cost compared to bound cuts when n << m, provided M is positive semidefinite. These cuts arise from linearizing the term y T N x, using McCormick inequalities [48] to tighten the linearization, and handling the y T M y term appropriately. Details can be found in [50] . The constraints can be tightened by refining bounds. We did not use these cuts in the computational results reported in this paper, because of difficulties with ensuring M was regarded as numerically positive semidefinite by CPLEX.
Overall Flow of the Preprocessor
The preprocessor consists of the following steps:
1. Apply the feasibility recovery routine to recover a feasible solution. 2. Generate ⌊m/100⌋ rounds of general disjunctive cuts. 3. Generate ⌊m/10⌋ rounds of simple cuts. 4. Apply 4 bound refinements and generate bound cuts.
We apply Procedures 1 and 2 as the default feasibility recovery procedure due to run time considerations. Other feasibility recovery procedures and refinements can also be invoked if required for solving special classes of problems. The number of rounds for generating each type of cutting plane can be modified by changing the parameter settings. The current setting is based on the computational experience in [49] .
An additional preprocessing procedure undertaken at each node is the complementary variable fixing process, which is detailed in §3.3.
Branch-and-Bound Phase
The branch-and-bound routine needs to be invoked to solve the problem exactly if the initial LP relaxation is unbounded or the preprocessing phase is unable to close 100% of the gap for the bounded case. The branching is imposed on the complementarity constraint directly, and two subproblems (nodes) will be generated by enforcing either side of the pair of complementary variables to its lower bound zero. Just like a branch-and-bound based MIP solver, there are two key ingredients in our branch-and-bound routine: branching complementarity selection and node selection. Branching complementarity selection is the procedure to select the complementarity constraint to be branched on, and it is the same as the "variable selection" in mixed integer programming. In §3.1, we present our branching strategy which is based on the ideas of three classic branching rules and also some new proposed ideas designed for the LPCC problem. Node selection is the procedure to select the next subproblem from the node tree to be processed. In §3.2, we will present and compare different node selection strategies. Besides these two key ingredients, in §3.3 we will describe the node pre-solving procedure used in our algorithm to pre-process the nodes during the branch-and-bound process. The general branch-and-bound routine for handling the bounded case and unbounded case of LPCC are described in §4.1 and §4.2 respectively.
Branching Complementarity Selection
The branching rule is the key ingredient of any branch-and-bound algorithm. Good branching strategies are extremely important in practice for solving mixed integer programs, although currently there is no existing theoretical best branching strategy. We will first present three classic branching strategies for solving mixed integer programs that have been studied in the literature. The reader can refer to Linderoth and Savelsbergh [45] , Fügenschuh and Martin [25] and Achterberg et al [2] for a comprehensive study of branch-and-bound strategies for mixed integer programming. We will present our branching strategy based on the ideas of these branching strategies. The computational results that compare various branching strategies will be shown in §5.
We first give some definitions related to our branching routine for the LPCC problem. For easy discussion, if the LP relaxation of the LPCC is unbounded below, we represent its lower bound as −∞. Suppose that we have an LPCC problem Q and the set I is the index set of complementarity constraints. If the current solution to the LP relaxation of Q is not a feasible solution to LPCC (for the unbounded case,we consider an unbounded ray of the LP relaxation instead of solution to the LP relaxation), then we can pick an index i ∈ I with y i w i > 0 and obtain two subproblems (nodes): one by adding the constraint y i ≤ 0 (named the left child node, denoted by Q y i ) and one by adding the constraint w i ≤ 0 (named the right child node, denoted by Q w i ). We refer to this as branching on complementarity i. For the bounded case, if we denote the objective value of the LP relaxation of Q as c Q and the objective value of the LP relaxation of its two child nodes as c Q − c Q . We usually use the improvement of objective value of the LP relaxation to measure the quality of branching on the ith complementarity. Our implementation supports fixing multiple complementarity constraints at one time, but by default we will only select to branch on one complementarity. Based on the results of testing our instances and the computational results of solving various MIP problems in the literature, multiple way branching is rarely better than two way branching.
The generic procedure for selecting the branching complementarity can be described in Procedure 3. The score function in Step 2 of this procedure needs to evaluate the two child nodes that could be input : the LP relaxation solution of the current processing node Q or the unbounded ray to the LP relaxation if the LP relaxation is unbounded: x * , y * , w * output: the selected branching index i ∈ I of a complementarity constraint 1. LetĨ = {j ∈ I | y * j w * j > 0} denote the index set of violated complementarity constraints. 2. Compute a branching score s j ∈ R + for all candidates j ∈Ĩ. 3. Select the selected branching index i ∈Ĩ with s i = max k∈Ĩ {s k }.
Return selected branching index i.
Procedure 3: Generic complementarity selection procedure generated by the branching, and map these two effectiveness values onto a single score value. Different choices for the effectiveness values are given later. Suppose q y and q w are the effectiveness values of the two child nodes generated by a branching. In the literature, the score function usually has one of the following forms:
or score(q y , q w ) = max{q y , ǫ} · max{q w , ǫ}
Here µ is a number between 0 and 1, and it is usually an empirically determined constant or a dynamic parameter adjusted through the course of branching process. We chose ǫ = 10 −6 to enable the comparison when either q y or q w is zero. Based on the computational experience in [1] , the product form is superior to the weighted sum form for solving MIP problems. Therefore, in our algorithm, we chose to use the product form to map the effectiveness values from two child nodes onto a single value.
In the following we will present three classic branching strategies for solving an MIP in terms of our branching on complementarity scheme: Strong Branching (apparently originally developed in the work leading up to [3] ), Pseudocost Branching [12] and Inference Branching [1] . In fact, all of these branching routines are just variants of Procedure 3 with different score functions.
Strong branching
The idea of Strong Branching [3] is to test the branching candidates by temporarily enforcing either side of a complementarity constraint and solving the resulting LP relaxation to a certain level, then select the one that can lead to the largest lower bound improvement. Full Strong Branching will compute ∆ (7) or (8) as its score function. Full Strong Branching can be seen as the locally best branching strategy in terms of lower bound improvement. However the computational cost of Full Strong Branching is very high, since in order to evaluate the score function for each complementarity candidate, we need to solve two resulting LP relaxations to optimality. There are usually two ways to speed up Full Strong Branching: one is to only test a subset of the candidate set instead of considering all the candidates, and another is to perform a limited number of simplex iterations and estimate the objective value change based on that. In our branch-and-bound algorithm, we have implemented the Full Strong Branching routine, and also we adopt the former idea to speed up the Full Strong Branching: as long as the objective value of LP relaxation of either side of the child nodes hits some threshold, we will select this branching candidate and exit the selection routine; we set the median value of the lower bound of unsolved nodes in the current search tree as this threshold.
A version of strong branching was used by Fischer and Pfetsch [22] in their branch-and-cut approach for problems with overlapping SOS1 constraints.
Pseudocost branching
Pseudocost Branching [12] uses the branching history to estimate the two objective changes of the child nodes without actually solving them. In other words, Pseudocost Branching is a branching rule based on the historical performance of complementarity branching on complementarities which have already been Notice that at the beginning of the branch-and-bound procedure, the pseudocost is uninitialized for all the complementarities. One way to handle a complementarity with an uninitialized pseudocost is to replace its pseudocost with the average of the pseudocosts of the complementaries whose pseudocosts have been initialized, and set the pseudocost as 1 if all the complementarities are uninitialized. Applying strong branching to the nodes whose tree depth level is less than a given level is another way to initialize the pseudocosts. More recently, Achterberg et al [2] proposed a more general pseudocost initialization method, and named the corresponding branching rule as Reliability Branching. In our implementation, we include the pseudocost as part of our branching score, and we choose to apply strong branching to nodes whose tree depth level is less than 7 to initialize the pseudocost.
Inference branching
The branching decision of strong branching and pseudocost branching are both based on the change of objective value of the LP relaxation, while Inference Branching [1] is quite different from the above two branching strategies. Inference Branching checks the impact of branching on changing the bounds of other variables. As with pseudocosts, historical information is typically used to estimate the deductions on bounds of the variables, and the inference value can be calculated as the arithmetic mean of the number of bound deductions. The domain propagation process is a node pre-solving process to detect the bound change of the variables and is discussed in §3.3. In our implementation, we use a similar idea to inference branching: instead of evaluating the inference value, we estimate the complementarity satisfaction level after branching on a complementarity, leading to the quantity s SL i below.
Hybrid branching strategy for the LPCC (bounded case)
Our branching strategy for the bounded case combines the ideas of the above three classic branching strategies, and additionally we also include some new score values into our branching score function which are specialized for the LPCC problem.
In our implementation, the default branching strategy will apply the full strong branching strategy for the nodes whose depth level are no larger then 7. The reason for doing that is because it is usually quite important to make the right branching decision at the beginning, and also we can use strong branching to initialize the pseudocosts and another score value that we will propose next. For the nodes whose tree depth are larger than 7, we will use a weighted sum formula to combine four score values for each violated complementarity. Among these four score values, two of them are only based on the current node Q, and the other two are based on historical branching information. For the violated complementarity i, these four score values are listed as follows: 
We use the Euclidean distance from the LP relaxation solution to the two hyperplanes 
i : score of Pseudo Cost. We use the following small modification to the pseudcost calculation of §3.1.2:
: score of complementarity Satisfaction Level. We define the complementarity satisfaction level as the proportion of the satisfied complementarities corresponding to the LP relaxation solution of the child node after branching. Intuitively we want to select a branching complementarity that will lead to more satisfied complementarities. To estimate this complementarity satisfaction level, we collected the historical information to compute the average complementarity satisfaction level for both sides of the complementarity Here ϕ y i is the sum of the proportion of complementarity satisfaction levels over all the prior nodes, where complementarity i has been selected as the branching complementarity, and η y i is the total number of these nodes. We define ϕ w i and η w i to be the analogous value for the other side of complementarity. Then the score of the complementarity Satisfaction Level can be calculated as
We scale the score vectors using their 2-norms, and the following formula is the branching score function that we used to evaluate the score for each violated complementarity:
By default, the weight is set as ω V L = 1, ω ED = 0.5, ω P C = 0.25 and ω SL = 0.5. Note that setting different weights for each score value will lead to different branching behaviour. In §5.2, we will show the computational results of solving our LPCC instances with different weights of the score value.
Hybrid branching strategy for LPCC (unbounded case)
Our branching strategy for the unbounded case is slightly simpler than the one for the bounded case. We will still apply full strong branching to the nodes whose tree depth level is no larger than 7. However, for the remaining unbounded nodes we will only use s
V L i
as the branching score to make the branching decision.
Node Selection
In addition to selecting which complementarity to branch on, another question is which subproblem (node) we should pick to process. There are two major criteria for selecting the next subproblem to be processed.
finding feasible LPCC solutions to improve the upper bound of the LPCC problem which leads to
pruning the nodes by bounding, leading to a Depth First Search strategy. 2. improving the lower bound as fast as possible, leading to a Best-Bound strategy.
In our implementation of the branch-and-bound routine we use a Best-Bound strategy to select the next node to be processed, since we want to solve the problem to optimality as fast as possible. Notice that for the Best-Bound, it is possible that there are several nodes with the same lower bound. For that case, we will select the most recently generated node as the next node to be processed.
Node Pre-solving
The major task of our node pre-solving procedure is to tighten the domains of complementary variables y i and w i and try to fix the complementary variables. In order to facilitate the discussion, here we can assume that each ξ i in (11) and (12) is a non-negative variable with zero lower bound. Therefore we have the following result: if a yi j ≤ 0, ∀j ∈ N B, then we have y i ≥ŷ i , and therefore w i = 0; if a wi j ≤ 0, ∀j ∈ N B, then we have w i ≥ŵ i , and therefore y i = 0. This complementary variable fixing check is performed before we branch on the complementarity constraint.
General Scheme of the Branch-and-Cut Algorithm for Solving LPCC
The preprocessing routines are only invoked if the the initial LP relaxation of the LPCC has a bounded optimal value; we refer to this as the "bounded case". If the initial relaxation does not have a finite optimal value then we are in the "unbounded case". For the bounded case, the preprocessing procedure is applied first to tighten the initial LP relaxation, then the branch-and-bound routine is invoked to solve the LPCC to optimality; for the unbounded case, we will only apply the branch-and-bound routine, which gives unbounded nodes higher priority than bounded nodes. A flow diagram of the overall algorithm is given in Figure 1 . The initialization step 0 sets the upper boundz = +∞, the lower bound z = −∞, the unbounded node listL = ∅, and the bounded node list L = ∅. If the LP relaxation of the initial problem is feasible then the initial problem is added to L orL in box 1, as appropriate. Boxes 2, 4, 6, 8, 10, 12, and 14 corresponding to the bounded case are the subject of §4.1, with the unbounded case boxes 3, 5, 7, 9, and 11 explained in §4.2. Box 13 is discussed in §4.3. 
Overall Flow of Branch-and-Bound for LPCC (Bounded Case)
In the bounded case, the algorithm is quite similar to the branch-and-bound routine for a mixed integer program. If it is determined in box 1 that the initial LP relaxation is bounded then we implement a more detailed preprocessing step in box 2, as discussed in §2. In box 4, we apply Best-Bound to pick the next node LP CC i from L to be processed and delete LP CC i from L. The node presolving procedure from §3.3 is implemented in box 6. The branching strategy of Section 3.1.4 is used in box 8 to select branching complementarity j. Fathoming and pruning is performed in box 10 as follows:
Fathoming and pruning: Generate two child nodes by enforcing either y j = 0 or w j = 0 and solve LP relaxations. For each child node: The lower bound is updated in box 12. The procedure is terminated in box 14 if there are no more nodes in the set L or if the gap between the upper and lower bound is sufficiently small.
Overall Flow of Branch-and-Bound for LPCC (Unbounded Case)
The branch-and-bound routines for solving mixed integer programs in existing MIP solvers like CPLEX usually assume the initial LP relaxation is bounded below. Even if the initial LP relaxation is unbounded, it is still treated as bounded below by adding an objective lower bound constraint with a very large negative number (−10 20 ) as its lower bound. However, our branch-and-bound routine for handling the unbounded case of the LPCC is quite different. If the LP relaxation of a node is unbounded, we will treat this node as an unbounded node and add it to the unbounded node list. If the unbounded node list is non-empty, our branch-and-bound routine will always process a node in the unbounded node list first. Notice that when we find an unbounded ray that satisfies all the complementarities, we need to check whether this is a feasible ray to the LPCC. The LPCC is feasible with unbounded objective value if and only if we find an unbounded feasible ray to the LPCC.
If the setL of unbounded nodes is empty in box 3 then we return to the bounded case in box 4, constructing an appropriate lower bound z. In box 5, we select the node LP CC i that is the most recently generated fromL to be processed and delete LP CC i fromL. The branching strategy of Section 3.1.5 is used in box 7 to select branching complementarity j. Fathoming and pruning for an unbounded node is performed in box 9 as follows:
Fathoming and pruning: Generate two child nodes by enforcing either y j = 0 or w j = 0 and solve LP relaxations. For each child node: 1. If LP relaxation solution is feasible in LPCC with objective z * then delete child node. Set z ← min{z, z * }. 2. If LP relaxation is feasible with objective z * <z then set the lower bound of child node as z * and add child node to the bounded node list L. 3. If LP relaxation feasible with objective z * ≥z or infeasible then delete child node. 4. If LP relaxation is unbounded and the unbounded ray is not a feasible ray to LPCC then add this child node to the unbounded node listL. 5. If LP relaxation is unbounded and the piece of LPCC corresponding to that ray is feasible then the LPCC is unbounded.
If an unbounded piece is found in box 11 then the algorithm can be terminated; otherwise we loop back to box 3.
The Complete Overall Scheme
A flow chart of the algorithm is exhibited in Figure 1 . Each of the three possible problem states can be returned in the termination box 13. If an unbounded feasible ray to the LPCC is found then the LPCC is feasible with unbounded objective value. If the LPCC is not unbounded and an LPCC feasible solution is found then the LPCC attains a finite optimal solution with optimal objectivez. Otherwise, the problem is infeasible.
Computational Results
In this section, we will present the computational results of using our proposed branch-and-cut algorithm to solve various LPCC instances. All procedures and algorithms are developed in the C language with the CPLEX callable library, and all LPs and convex quadratic constraint programs are solved using Table 5 in Appendix A.
CPLEX 12.6.2. We implement our algorithm through the addition of callback routines to CPLEX. As an alternative to our approach, CPLEX allows the modeling of complementarity constraints through the use of indicator constraints; we compare the computational performance of our algorithm with that of using default CPLEX 12.6.2 to solve indicator constraint formulations of these LPCC instances, with our preprocessor used for both approaches. Except for a few preliminary tests discussed in §5.2, all the computational testing is performed on a Mac Pro with 6 dual processor Intel Xeon E5 cores and 16GB of memory. Our branch-and-cut routine uses just one thread, while the default CPLEX 12.6.2 indicator constraint formulation can use all 12 available threads. The relative gap for optimality is 10 −6 , here the relative gap is defined as upperbound − lowerbound max (1, |lowerbound|) . This is smaller than CPLEX's default MIP optimality tolerance and larger than its default LP tolerance. The tolerance of complementarity is 10 −6 , i.e., either y i or w i for i = 1, ..., m should be less than 10 −6 for any feasible LPCC solution. All runtimes are reported in seconds.
We used three sets of test instances. The first set consists of 60 LPCC instances with n = 2 and between 100 and 200 complementarities. The generation scheme for these problems and computational results can be found in Appendix A, with the results discussed in sections 5.1 and 5. Source code and test instances can be found online at https://github.com/mitchjrpi/LPCCbnc Also included with the source code is a Makefile. A user needs to have access to CPLEX in order to be able to compile the code. Generators for the bilevel and inverse QP problems can be found on the website; the generator uses AMPL to construct the instances.
Computational Results of the Feasibility Recovery Process
We will first apply the local search feasibility recovery process (procedure 1); if this procedure successfully recovers a feasible solution, then the refinement procedure (procedure 2) will be applied to refine that feasible solution. We set the depth parameter as 5 and breadth parameter as m, i.e. the number of complementarities, in procedure 1. Table 1 summarizes the feasibility recovery result of the 60 LPCC instances. The computational results show that our proposed feasibility recovery procedures can successfully recover a feasible solution for all of the 60 LPCC instances with very good quality. For most instances, the recovered feasible solution is in fact an optimal solution. Note that as m increases, the feasibility recovery processing time increases as well. Therefore in practice, as a preprocessing procedure, we need to control the depth and breadth parameters in procedure 2 to reduce the time spent on the feasibility recovery procedure.
Computational Results of Branch-and-Cut Algorithm
In this section, we will show the computational results of using our proposed branch-and-cut algorithm to solve the 60 LPCC instances with finite global optimal values from Appendix A. Table 2 Comparison of geometric means of solving time, using our four different branching rules and using default CPLEX 100  213  215  212  196  39114  150  831  863  848  757  1078311  200  3408  3301  3161  2837  1494577   Table 3 Comparison of geometric means of number of nodes in branch-and-cut tree, using our four different branching rules and using default CPLEX We conducted preliminary experiments with 4 different weight settings of increasing sophistication to choose a score function (13):
25 and ω SL = 0.5 and apply strong branching rule to the node whose tree depth is less or equal to 7.
These results were obtained using CPLEX 11.4 using a single core of AMD Phenom II X4 955 CPU @ 3.2GHZ, 4GB memory and are contained in Tables 2 and 3 . All four rules required far fewer nodes than default CPLEX. Based on these results, R 4 is the best branching rule in terms of the number of nodes. Since in terms of solving time, these 4 routines are quite close, we chose R 4 as our default branch-and-bound routine.
All remaining results in the paper were obtained using CPLEX 12.6.2 with detailed results contained in Table 6 in Appendix A. A scatter plot of the CPU time for solving the instances is given in Figure 2 . Performance profiles [15] are given in Figure 3 . The preprocessing times have been excluded from these plots. All the LPCC instances can be solved by our algorithm within thirty minutes, with 90% of them (54/60) solved within 150 seconds. Each instance requires considerably less processing time with our algorithm than with default CPLEX. Notice that default CPLEX is only able to solve 42 of the 60 instances within 3600 seconds. In particular, it is unable to solve 11 of our 20 LPCC instances when m = 200 within this time limit. The determination of a valid disjunctive cut or bound cut requires the solution of a linear programming problem. The parameter choices given in §2.2 result in 0.3m disjunctive cuts, approximately 5m simple cuts, and 15 bound cuts for each instance. We also experimented with not adding cutting planes in the preprocessor, in which case both codes performed slightly worse for the larger instances (a difference of perhaps 10% in average runtime for our branch-and-cut code).
Bilevel Test Problems
We further tested our algorithm on bilevel problems of the form
where Q is positive semidefinite. The variables v are first stage variables, with the second stage variables x chosen to optimize a convex quadratic subproblem that depends on v. Both sets of variables appear in the linear objective. In addition, the first and second stage variables must satisfy the linking constraint Ax + Bv ≥ b. By introducing KKT multipliers y and λ for the constraints in the subproblem, we can model this problem equivalently as the LPCC
a problem equivalent to one in our standard form (1) . The relationship between the dimensions in (1) and the dimensions of the variables and constraints in (14) is as follows: Thus, the number of complementarity constraints is equal to the sum of the dimensions of g and v.
In our experiments, all parameters in b, c, d, g, A, B, and H were uniformly generated in the interval (0, 1). The matrix Q was equal to the matrix product LL T , where the number of columns in L is equal to the required rank of Q and each entry in L is chosen uniformly from the interval (−1, 1). Each entry of u was equal to 1. Repeated problem dimensions in the table correspond to different instances. The dimension of g varied from 50 to 200, the dimension of v and x varied from 50 to 100, the number of complementarity constraints varied from 100 to 250, the dimension of b varied from 25 to 100, and the rank of Q varied between 0.5 of the dimension of v and the dimension of v. Problem data for the 90 bilevel test instances can be found in Tables 7 and 8 .
We gave each algorithm a time limit of 3600 seconds in addition to the preprocessing time. Detailed performance data can be found in Tables 9 and 10 . Our algorithm was able to solve all 63 instances with dimension of v equal to 50, 16/24 of the instances with the dimension of v equal to 75, and 3/3 of the instances with the dimension of v equal to 100. The corresponding numbers for the default CPLEX indicator constraint code were 56/63, 2/24, and 1/3. Our algorithm was considerably faster than default CPLEX indicator constraint code on every instance. Further, it had a smaller final gap than default CPLEX indicator constraint code for each instance where neither code could solve the problem. There was no instance that could be solved by default CPLEX indicator constraint code which could not also be solved by our algorithm. A scatter plot of the CPU time for solving the instances (ignoring the common preprocessing time) is given in Figure 4 and a performance profile is in Figure 5 .
The instances become more difficult as the dimensions of v, b, and g increase, as might be expected. The instances also become more difficult as the rank of Q increases. Table 4 contains averages of solution times over these different parameters for the instances with the dimension of v equal to 50.
The parameter choices given in §2.2 result in 0.3m disjunctive cuts, approximately 3m simple cuts, and 15 bound cuts for each instance. Also as in §5.2, we experimented with not adding cutting planes in the preprocessor. Both codes performed similarly to their respective performance with the preprocessor. Thus, based on the results in this section and §5.2, our default implementation is to generate cutting planes in the preprocessor.
Inverse Quadratic Programs
Jara-Moroni et al. [37] presented a DC method for finding local optima for LPCCs arising from inverse quadratic programs [33] . The problem of interest has the form
wherex,b, andc are observations of the parameters and solution of a quadratic program and P is a polyhedron. The objective is to find (x, b, c) close to the observed values where x does solve the lower level quadratic program. In our computational testing, we varied the number of rowsm and columnsñ of A between 100 and 400 and between 5 and 90, respectively; the dimensions of all other vectors and matrices are determined by the dimensions of A. When the matrix Q is positive definite, the inverse QP is equivalent to the following LPCC:
where λ is the vector of KKT variables for the inner QP, the variables z x , z b , z c are used to represent the L 1 objective function in (15) , and 1 represents a vector of ones of an appropriate dimension.
The instances in [37] were generated in MATLAB, whereas our instances were generated using AMPL. Nonetheless, we closely followed their procedures except for the generation of Q. Our matrix Q ∈ Rñ ×ñ was formed as the product M M T , where M ∈ Rñ ×ñ was a square matrix with exactly three nonzeroes per row, with diagonal entries uniformly distributed between 0.5 and 1 and two off-diagonal entries uniformly distributed between 0 and 1; this results in a positive definite matrix Q, with about 9 entries per row on average (similar to the number of nonzeroes in a row of Q from [37] ). Other parameters were generated as in [37] : the matrix A ∈ Rm ×ñ has an average of approximately 10 nonzero entries per row which are uniformly distributed between 0 and 1; a vectorx ∈ Rñ has components distributed as Normal(0,1); vectorsλ ∈ Rm andŵ ∈ Rm have components uniformly distributed between 0 and 10; a binary vector v ∈ Bm is generated andλ ∈ Rm andw ∈ Rm are constructed as the Hadamard productsλ :=λ • v and w :=ŵ • (1 − v); vectorsb ∈ Rm andc ∈ Rñ are defined asb := Ax −w andc = A Tλ − Qx; vectors x ∈ Rñ,b ∈ Rm, andc ∈ Rñ are obtained by perturbingx,b, andc respectively, using Normal (0,1) noise; the polyhedron P is constructed as a box using simple bounds −u It is easy to generate explicit upper bounds on w = Ax − b from the upper bounds on x and b. Also, explicit upper bounds on λ are imposed following [37] . Thus, this problem can be formulated directly as a mixed integer program of the form (2) . Because of this observation, our comparisons in this section are somewhat different from the previous experiments. In particular, we make the following two changes:
-Since bounds are already available, we do not use the cutting plane generation features of the preprocessor. -We compare our LPCC branch-and-cut code with the CPLEX MIP solver invoked from AMPL, run with a single thread.
Our testbed consisted of 5 sets of 5 instances: (m,ñ) equal to (100,75), (120,90), (150, 20) , (200, 15) , and (400,5). A scatter plot of the results can be found in Figure 6 and performance profiles can be found in Figure 7 . Detailed computational results are contained in the Appendix, in Table 11 . Our algorithm was able to solve 23 of the 25 instances within the 3600 second time limit; the corresponding figure for CPLEX was 18 out of 25. There was only one instance where CPLEX outperformed our code. Our algorithm solved 20 of the 25 instances within 360 seconds, while CPLEX only solved 6 of the instances within this time window.
Conclusions
The optimal solution to a linear program with complementarity constraints can in principle be found directly using CPLEX. However, far better performance can often be obtained by adding good cutting planes, by incorporating a specialized feasibility recovery routine, and especially by designing good branching routines. Our computational results demonstrate that our code is at least an order of magnitude faster than a default version of CPLEX, at least for our test set of instances. It is able to solve instances with up to 400 complementarity constraints in reasonable amounts of time, and can reliably solve instances with 100 complementarity constraints in less than a minute. 
A LPCC Test Instances
In order to test the effectiveness of different type of valid constraints, a series of LPCC instances was randomly generated, and Procedure 4 gives a detailed description of the generator.
Remark 1
In the initialization step of the procedure, n is the dimension of x variable; m is the dimension of y variable; k is the dimension of b; rankM is the rank of matrix M ; dense is the density of generated matrices; we assume all instances have the non-negativity constraint x ≥ 0 which are not included in the constraint Ax + By ≥ b; step 1 and step 2 are used to generate a feasible LPCC solution; step 8 is to generate matrix M to be a non-symmetric positive semidefinite matrix with rank rankM .
We generated 60 LPCC instances with 100, 150, 200 complementaries, 20 instances of each size, and with the same parameter, we randomly generated 5 instances. For CPLEX solving LPCC instances, we used indicator constraints in CPLEX C callable library [35] to formulate the complementarity constraints, and the CPLEX setting is default. The time limit for CPLEX is 3600 seconds. Notice that default CPLEX is unable to solve most of our LPCC instances when m = 200 within 3600 seconds. Table 5 contains objective function value information for the 60 instances, including the effectiveness of the preprocessing routines. Table 6 contains performance data.
B Bilevel Test Instances
Our code solved all 63 of the instances with dimension of v equal to 50 and 18/35 of the larger instances. With extended time, default CPLEX was able to solve all but one problem with n = 50; it still has a gap of 16.56% for problem 60 after more than 7200 seconds of wall clock time and 47304 seconds of processor time. It solved just 6/35 of the larger instances. Run time information can be found in Tables 9 and 10 .
C Inverse QP Instances
Computational results on 25 inverse QP instances can be found in Table 11 . For each set of 5 instances, the average CPU time is listed if all the instances were solved or the number of solved instances is noted. Table 5 Objective function data for the 60 instances. All instances have n = 2 and k = 20. The number of complementarities is m. The rank of M and the density of each matrix are indicated. Three relative gaps are given as percentages: (i) the gap between the upper and lower bounds obtained through preprocessing, (ii) the gap between the upper bound obtained from feasibility recovery and the optimal value of the LPCC, and (iii) the improvement in the gap between upper and lower bound effected by the improvement in the LP relaxation obtained through preprocessing. 
