Abstract-This article describes the design of a modular demonstrator (Enhanced Driver Awarness -EDA) aimed at integrating various safety embedded vehicular applications. Two goals are achieved with this demonstrator: the first one is to provide a complete set of useful function in order to develop safety applications; the other one is to allow multiple services to run simultaneously on the same vehicle sharing information to improve their potentials. This demonstrator has been used in the European CVIS project, which aim is to provide a set of technologies defined for embedded safety vehicle application.
I. INTRODUCTION
The development of embedded applications for vehicles and infrastructures is subject to many constraints. They must be safe, run in real time and rely on several heterogeneous information, like the position 1 and state vector of the vehicle. Those information can be provided by many sources with specific management, direct access to the information or multiple function calls in order to retrieve the data. They must be accessible to all the various services, which can be deployed and run concurrently. For a better integration and effectiveness of the embedded applications, they must also share information between them and with all other road entities. For all these reasons, the development of vehicle safety applications can become very difficult and hazardous if we don't know at the beginning of the design process the way an external module will be used. For the CVIS project, all developed technologies have been specified and released during the project life time. This kind of management imply in the last link of the development and integration chain to take some precautions to avoid the project Steve 1 Until now vehicle positionning has been mainly used in navigation systems for an information delivery application. In recent years however, various positioning-based safety systems have been developed. For these applications, the position estimation must be much more robust and reliable. To achieve this goal, the EDA modular demonstrator uses a new positioning module called POMA, which is described in detail in [6] . of being slowed down by hypothetic latency in deliverables. The original aim of the EDA sub-project was to demonstrate the validity of the CVIS core technologies. Two services would be implemented which use similar information resources: the Mandatory Speed Limit Report and the Wrong Way Alert. Both applications could be developed separately but considering the amount of shared information among application, it was decided that a single framework would be a better solution for the EDA in order to optimize the development and improve the potential of the applications. To do this, the common framework used for those safety applications must be independent of the technology used. The objectives are to provide a set of standardized access to resources like positioning and to provide a standard vehicle behavior description adapted to safety applications with a standardized management of the services and generated alerts. In summary, EDA provides developers with a common design environment having an easy access to vehicle information resources, where applications can run simultaneously and share information in real time. 
II. MODULAR DEMONSTRATOR DESIGN

A. Context
Depending on how access to information resources have been thought, several problem could occur, in particular for the deployment of several services within the same vehicle. For example, it is not possible for two or more applications to access the same low-level resource, like an RS232 port, without external software due to the nature of the sensor. The design must take into account these issues and also provide an easy access to basic information (like position, velocity, acceleration, breaking angle, status of lights, digital map data, etc). But what is seemingly easy to retrieve for a road safety application is not so necessarily depending on the technology used. Sometimes a simple query can quickly became consistent to retrieve simple information.
Because different solutions can be deployed in order to access the information, a set of modules called Provider are in charge of making the interface with the technology we want to use and of providing concurrent access to the information available in the vehicle. As the access to the information in EDA is standardized, Provider modules can easily be replaced by others, thus allowing to switch between different technologies without making modification in service implementations. In other words, services developed under the EDA framework are independent of the technologies being used. The EDA platform consists of several different modules, namely the Host Application that hosts services and provides different standardized mechanisms such as service registration and traffic event management, a Software Development Kit that defines all interfaces used by all EDA components, a set of Data Providers, which are the interface with the technology used and the high-end services.
B. Description
1) The Host Application: The Host Application is the kernel of the EDA platform. It deals with all standard behaviors defined in the EDA, the registration of providers and services as well as the maintenance and update of traffic events.
a) The Event System: is the kernel mechanism for the traffic event management. It is responsible for the data transfer between internal parts of an EDA system or with another EDA platform. This component is also responsible for processing the traffic event messages generated internally by the Action Module Manager running the EDA service algorithms or those coming from the outside and emitted by other EDA entities, namely roadside units, nearby vehicles or a central server. Its main purpose is to process any incoming traffic event messages (EventMessage) and generate the associated traffic event objects (EventObject), in order to timely update the status of received traffic events and to manage priority issues between all traffic events for a relevant information to be notified to the driver or sent to another road entity. 
It consists of
• The EventExchanger is responsible for sending or receiving data streams from the Communication Provider and for sending valid incoming EventMessages to the EventFactory, built according to the information stream.
• The EventFactory is responsible for generating an EventObject from a received EventMessage and installed EDA services. The EventFactory uses the information of the EventMessage to retrieve from the Services Manager the service which has generated the event message and then build a new instance of EventObject. It then link it to the event management policies defined in the service for the different steps of its life, such as the update methods, validation methods and so on. An EventMessage is a set of parameters that characterizes a traffic event. A standard set of parameters is defined in order to manage a traffic event in the EDA Platform, such as the identifier of the emitter, its location, etc ... • The EventTracker responsible for managing existing traffic event in terms of filtering, estimation, updating, notification and removing actions.
• The EventStackAdmin responsible for storing all received traffic events information and providing an access to them.
• The EventNotifier responsible for sending notification to driver and external targets (nearby vehicles, roadside units and central servers) via the EventExchanger. As shown previously, the EventSystem generates EventObject from EventMessage.
b) The Provider Manager: deals with the dynamic registration/management of the Providers (mainly legacy systems which have an independent life time). A Provider Tracker listens to the system to detect any installing or uninstalling EDA Providers and register them into the list of active providers that can be called by any elements of the EDA platform.
c) The Service Manager: is responsible for dynamic registration/management of the available EDA services. Like the Provider Manager, the Service Manager is equipped with a Service Tracker which is in charge of listening to the system in order to detect any installing or uninstalling EDA Services and registers them into the list of active services. This list is accessible by the EventFactory which needs it in order to instantiate EventObject.
d) The Action Module Manager: is responsible for the execution of the algorithms provided by the EDA services. When a new service is registered, the Action Module Manager seeks for the algorithms embedded in the service and is in charge for the execution of these algorithms. Two kinds of algorithms have been defined depending on the use of a given service. The first one defines algorithms that run in a loop. This kind of algorithms is introduced in an independant thread before being executed. The second ones are needed to be run periodically with a frequency defined by the service. These kind of algorithm are stored in a stack and are executed periodically depending of their frequency.
2) The Data Providers: The Data Providers are a set of independent software bundles. They stand for legacy systems adapters, for software processes running outside the EDA platform or for a custom implementation. In the EDA Framework, actually four providers have been specified to respond to the different needs of embedded services for vehicles, namely the SensorData Provider, the DigitalMap Provider, the Communication Provider and the GraphicUserInterface Provider. Those providers make adaptations with external software processes to provide to the EDA Services a standardized language usable with any implementation of any provider.
All these providers contain two parts. The first one is defined by the EDA Platform specifications and is thus static for the services. The second one is dedicated to the wrapping task and thus depends on the API of the external software to be adapted.
a) The SensorData Provider: deals with all sensors installed in the vehicle (or in a road side unit) and is responsible for providing data coming from those sensors and information related to the state of the vehicle, namely position, velocity and acceleration. In the CVIS project, this provider is just a wrapper of the POMA project [5] [4] [3] and provides access to the POMA outputs such as map-matched positions [2] .
b) The DigitalMap Provider: deals with the digital road map embedded in the vehicle and provides access to the road elements and their attributes such as length, mandatory speed limit, available way of driving and more other attributes which characterize a road. This provider is also responsible for providing EDA with the map matched position of the vehicle and functions related to the road, such as getting the shorter path between two positions or computing distances. In the CVIS project, this provider is a wrapper of the NavTeq database and encapsulates also the map matching system provided by the POMA project. Some specific functions, especially those related to the road features belong to the EDA platform.
c) The Communication Provider: is responsible for providing all communication features. Different methods have been defined in order to communicate the information with different targets or sets such as nearby vehicles, road side unit, service centers or specific target addresses. In the CVIS project, it is a wrapper of the standard communication methods provided by Ramsys Inc. [1] .
d) The GraphicUserInterface Provider: is responsible for providing display features and/or for making API adaptations between the EDA Platform and a HMI software running outside. This provider is the interface between the EDA system and the driver or agent. It provides a readable version of the generated event messages stored in the event stack of the entity. Some screenshots of the EDA graphic user interface developed for the CVIS project are presented below on the figure 6.
3) The services: are developed under a given pattern that defines all the standard methods that must be implemented in order to obtain a compliant EDA service. An EDA service is composed of different methods, which all have a specific role in the platform. The EDA Service Pattern wraps these methods into PolicyObject for traffic event policies and into threads for the action methods. a) ServicePattern: encapsulates the back-office part of an EDA service which deals with service registration in the platform and provides access to defined event policies and action modules. b) Action Module: are the kernel of the service. Two kinds of action modules can be defined. The first one deals with continuous algorithms, a thread is created and the method is run inside it. The other mechanism deals with discrete algorithms that must be run periodically according to a frequency defined by the service. It can be used, with a very high frequency, like the previous mechanism. c) Validation Policy: are necessary for the communication system. When an event coming from an external service is received by an EDA platform, this module determines if the received message corresponds to a valid event or not. If the test is validated, the event message is send to the EventFactory in order to build the corresponding EventObject and integrate the event stack. If the message has a high priority and must be displayed to the driver, it is done just after the event object built, otherwise it is just stored in the stack until it became active. If the test failed, the event message is just not take into account and is being discarded. d) Estimation Policy: are used to keep up to date with the information contained in the event message, it mainly deals with the time to live of the event, but if a specific service requires to estimate others information in the event such as an estimated new position of the event according to a specific evolution algorithm, this method is responsible to do the job. e) Update Policy: is responsible of the information merging between an old event stored in the event stack and a new incoming message, which deals with the same event.
A specific mechanism, depending on the service, must be defined here to update the specific fields of the events. In the majority of cases, these module just copy the new attributes into the old event. This mechanism avoids duplication of events in the stack. f) Notification Policy: defines how an event must be displayed or sent to external systems, EDA defines several methods whether an event must be displayed to the driver or send to nearby vehicles, to a road side unit or to a service center.
III. THE DEMONSTRATOR IMPLEMENTATION A. Demonstrator overview
The EDA platform has been developed in JAVA through an OSGi framework 2 , which means EDA is portable between different kinds of hardware architecture.
1) Hardware Installation: The EDA demonstrator has been developed at Satory and deployed on its test track facilities. For the demonstration, two vehicles have been equipped and one road side unit has been deployed. A WiMAX solution has been used to connect the road side unit to the internet and the CVIS communication platform has been used to establish communication between the three entities. 802.11p antennas The Figure 4 shows the material used to validate the demonstrator.
2) Software Installation: EDA has been developed in the CVIS operating system namely a modified version of the Ubuntu distribution 3 . This is the operating system installed in both computers. The entire EDA platform was installed in one computer, but uses the POMA positioning service run in another computer as seen below.
As mentioned previously, EDA and POMA are run on two different PCs. The figure 5 shows the starting window of EDA on a PC screen. For an embedded runs, only the small window (see screenshot at figure 6) is visible. 
B. The CVIS Services
During the CVIS project, two main services have been developed. The first one deals with mandatory speed limit being reported to the driver for overspeeding detection, and the second one deals with wrong way detection. a) Mandatory Speed Limit Service: The service displays to the driver the current mandatory speed limit in order to keep him informed about the actual driving speed limits conditions. It is also in charge to keep the driver aware about overspeeding. It retrieves from the SensorData Provider the current position and velocity of the vehicle and compares this with the current mandatory speed of the road segment retrieved from the DigitalMap Provider where the vehicle is located. Another part of this service, which uses the Communication Provider, can be deployed in a road side unit or a traffic manager center. It can modify the current rules defined in the embedded digital map stored in the vehicle. This service can be used, for example, in case of pollution to indicate that on some specific roads, the mandatory speed has been modified. Actually, no information is provided to the driver about the cause of modification. A further development of the EDA platform would be to implement this information into a new service, which could manage the cause of modification by displaying specific icons to the driver depending on the cause. b) Wrong Way Detection Service: This service is in charge of detecting wrong way driving. It retrieves the current position of the vehicle and its heading from the SensorData Provider, as well as the road element which stores the information about the road where the vehicle is located from the DigitalMap Provider. Then it compares the current vehicle heading with the mandatory driving way for the current road. If the current vehicle heading is contrary to the mandatory driving way, the service generates an event message, which is instantaneously displayed to the driver to alert him about the danger he represents. This service also uses the Communication Provider to broadcast the information to the other road entities to avoid potential collisions. Figure 6 shows a set of 4 screenshots taken during a trip. From the upper left corner to the bottom right corner, different situations are present: 1) Only the mandatory speed limit is displayed, 2) The current vehicle drives in a wrong way, 3) A ghost driver is present in the area, 4) The current vehicle makes an over speed and a ghost driver is still present in the area. From these two main services, which make simple tests to inform the driver about traffic conditions, and the two development tools used, we can easily imagine more complex systems to improve the safety application list. A more complex solution consists of detecting the apparition of traffic jams by aggregating 'stop alerts' send by vehicles blocked in the traffic to a traffic manager center or road side units, which communicates to a TrafficJam Service.
IV. DEMONSTRATOR PERFORMANCE
A. Scenario Presentation
Road tests have been performed at Satory, on two different sites. Figure 8 presents an aerial view of the Satory test track facilities and the Minière's road. 
B. Performance of the material
The material platform used for the tests has allowed us to configure the two services with a period of 100 ms. A shorter period (40 ms) freezes the computer due to its low capacities. The two services have been running simultaneously on the same computer.
C. Accuracy of the positioning
A vehicle equipped with the EDA framework linked to the POMA system has been driving around the test track. Figure 9 illustrates the comparison of different Hybrid Fusion outputs compared to the reference test track and the GPS output position estimate. For the figure 9, the color code used is: blue for the GPS position, red for the Hybrid Fusion EKF position estimate, green for the Hybrid Fusion IMM estimate and cyan for the reference test track. Figure 10 illustrates the error between the POMA output and the reference. We can notice that the maximum observed error is less than 5 meters with an approximate mean around 1.5 to 2 meters for a low cost system. This is a promising result.
D. Accuracy of the communication
For these road tests, the 802.11p communication protocol provided by the CVIS platform was used with the IPv6 protocol. The performance of this system is highly dependent on geographical conditions, such as trees, earthwork, guardrail safety, and weather conditions. The associated protocol latency in degraded condition is very large, which jeopardize safety. A latency of several seconds have been observed in case of disconnection before a new connection was reestablished when there was no barrier between the vehicle and the road side unit. In good conditions however with an established connection correctly maintained, the system is very reactive and the observe latency of the complete system is approximately 200 ms. It can be noticed that two communication media were involved in this scenario, the 802.11p CVIS module and a WiMAX system. E. Performance of the framework 1) The mandatory speed limit: The mean latency observed for the complete system from the instant the vehicle passed a position and the instant the driver is informed is less than 100 ms with a service period of 100 ms. This good performance is mainly due to the positioning system which allow us to retrieve an accurate position of the vehicle in real time, whereas the use of a simple GPS provides an approximate position estimate of the vehicle only once every second.
F. The Ghost Driver Alert
The mean latency observed in the case of a ghost driver alert is very similar to the mandatory speed limit one, the embedded detection is displayed to the driver in less than 100 ms. The latency in alarming others vehicles is very dependent on the communication media. With good condition however, and an established connection, the latency is less than a second. We can also assume here that the detection is faster, thanks to the robust positioning system POMA.
V. CONCLUSION
The EDA platform has been evaluated by an external laboratory within the CVIS project. Their conclusion is that it satisfies the constraints imposed by the CVIS project in terms of performance (1) responsiveness of the system: all event must be displayed to the road users within 5 seconds, (2) robust detections: all tests performed have correctly detected the traffic hazards situations defined in various tests scenarios in terms of overspeeding and wrong way detection). EDA also achieves easy development of services.
In conclusion, the demonstrator has successfully fulfilled its role. Some improvements can still be conducted in order to obtain a complete and stable framework for the development of safety embedded vehicle applications. The more technologies will be integrated in the EDA platform, the greater the possibilities.
This framework is actually reused in a Franco-German project named PROTON-PLATA 4 . As we cannot reuse some part of the CVIS project and specificaly the digital map, which was provided by NavTeq and the communication device, which is still in a prototype version, two new digital map providers based on the BALI Project 5 for the first and on the open street map project 6 for the other one will be developed to replace the NavTeq database. Another main improvement about the DigitalMap Provider is to adopt the LocalDynamicMap concept in order to provide another source of sharable information for further applications.
The communication provider will be improved to take into account all features given by the PROTON-PLATA Software Radio keeping in mind that the objective of this framework is to provide an easy access to all features a vehicle can be equipped with and to provide standart methods reusable for all kind of communication architecture.
VI. ACKNOWLEDGMENT
This work has been completed within the ENHANCED DRIVER AWARENESS sub-project (EDA) in the European project CVIS.
