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Resumo
Nestas notas pretendemos exemplificar algumas formas de aplicar a Teoria de Nu´meros
Computacional num CAS, e em particular no Pari/GP. Estas notas na˜o substituem as que
por ventura retirara´ das aulas teo´ricas. Deve, sempre que poss´ıvel, experimentar por si as
informac¸o˜es descritas neste documento.
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1 Verde de honra
O software que usaremos ao longo destas notas e´ o Pari/GP, distribu´ıdo segundo a licenc¸a GPL.
Pode ser obtido no s´ıtio http://pari.math.u-bordeaux.fr/. Existem bina´rios para MSWindows e
esta´ dispon´ıvel nos reposito´rios das distribuic¸o˜es mais importantes de Linux. O co´digo fonte esta´
dispon´ıvel no s´ıtio do Pari/GP. O tradicional make & make install deve ser o suficiente para
instalar o Pari/GP. Esta e´ ainda uma soluc¸a˜o para o fazer num MacOSX.
Precisaremos, ainda, de editor de texto para construirmos func¸o˜es. Num MSWindows o Word-
pad podera´ ser o suficiente. Aconselhamos, no entanto, que instale o vim, obtido de
http://www.vim.org/download.php.
Pode na˜o parecer, a` primeira vista, muito pra´tico de se usar, mas pode acreditar que tem mais
valias que o Wordpad na˜o tem. Aquela que mais nos interessara´ sera´ o reconhecimento da sintaxe
do GP. O mesmo se aplica para os utilizadores de Linux/Unix/FreeBSD/MacOSX, e outros *nix.
Por norma, os utilizadores destes sistemas ja´ esta˜o convencidos, pelo que terminamos este para´grafo
por aqui1. O editor emacs tem extenso˜es2 que lhe permitem reconhecer a sintaxe do GP.
Quanto a documentac¸a˜o, o Guia do Utilizador on-line pode ser conveniente, como
http://pari.math.u-bordeaux.fr/dochtml/html.stable/.
Existe ainda [2] um muito pra´tico Pari-GP reference card.
2 Aquecendo os motores
Antes de mais, inicie uma sessa˜o do Pari/GP.
A tecla tab mostra os completamentos poss´ıveis para o texto introduzido:
? pri
prime primes print1 printp1
primepi print printp printtex
Escreva pri e tecle em tab. Para conhecer um comando, fac¸a
? ?primepi
primepi(x): the prime counting function pi(x) = #{p <= x, p prime}.
Por exemplo, para saber quantos sa˜o os primos inferiores a 1000,
? primepi(1000)
%1 = 168
A atribuic¸a˜o de um valor a uma varia´vel e´ feita, por exemplo, a = 1 , colocando-se “;” no fim
dependendo se se pretende que seja mostrado o valor ou na˜o. Os s´ımbolos
+, -, *, /, <, >, <=, >=, ==, !=
sa˜o tratados da forma usual. Por exemplo,




Figura 1: Uma sessa˜o do Pari/GP
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? a=3; b=4; a==b-1
% = 1
? a=3; b=4; a!=b
% = 1
? a=3; b=4; a!<=b
% = 0
Os resultados apresentados correspondem a “verdadeiro” ou “falso”.
Os s´ımbolos &&, || indicam, respectivamente, os operadores lo´gicos ∧ e ∨.
? isprime(11%8) && !isprime(8\2)
% = 1
Aqui, %, \ indicam, respectivamente, o resto da divisa˜o inteira e o quociente da divisa˜o inteira.
Como atra´s, ! indica a negac¸a˜o e o resultado final refere a expressa˜o inscrita como verdadeira.
Ja´ indica´mos atra´s a forma de definirmos varia´veis. Vejamos um exemplo simples de como se







Pode ligar o “timer” para saber quanto tempo demora a executar cada instruc¸a˜o, fazendo # para
ligar e desligar. Para apenas o fazer uma u´nica vez, basta introduzir ##.
Para definirmos uma func¸a˜o e calcular a imagem de um certo objecto, siga o exemplo seguinte:
? f=x^2+1





3 Func¸o˜es definidas pelo utilizador
E´ poss´ıvel definir novas func¸o˜es no Pari/GP. A sintaxe e´
nome(lista de variaveis formais) =
local(lista de variaveis locais); sequencia de comandos
que tem um aspecto mais simpa´tico se for escrita como
nome(x0 , x1 , . . . ) =
{
local(t0 , t1 , . . . );





? primo(p)=if(isprime(p),print(p," e’ primo"),print(p," nao e’ primo"));
? primo(123)
123 nao e’ primo
? primo(11)
11 e’ primo
Uma forma mais elaborada seria a de, num editor de texto, escrever a func¸a˜o
\\ linha comentada pois comeca por dupla backslash
\\
\\ uma funcao muito simples
\\ o texto entre /* e */ tambem esta comentado
primo()= /* esta funcao nao tem argumentos de entrada */
{
local (numero,opcao); /* definicao das variaveis locais */
print("Escreve um numero");
numero=qualquercoisa;
while(type(numero) != "t_INT", /* para nao se brincar em servico */
numero=input(); /* input de numero pelo utilizador */
); /* fim do while */
if(isprime(numero),
print(numero," e’ primo")
, /* else */






print("Que os deuses te acompanhem")
}
Gravou-se num ficheiro com a extensa˜o .gp. No Pari/GP, faremos \r nomedoficheiro.gp.
No Windows, pode arrastar o ficheiro para a sessa˜o do Pari/GP.
4 Contando os primos
A func¸a˜o pi(x) esta´ definida no Pari/GP pelo comando primepi. Por exemplo,
? primepi(1000)
% = 168




ln tdt = li(x). A` custa de ca´lculos desenvolvidos por X.






Figura 2: pi(x) e xln(x)−1 , com x entre 2 e 1000.
% = 20680689614440563221.482329472219289633
? ploth(X=2,1000,[primepi(X),li(X),X/log(X)],64)
% = [2.000000000000000000, 1000.0000000000000000, 0.E-307, 176.56449421003472367]
Recorde que pi(x) ∼ xln x−a . Mostra-se que a = 1 e´ a melhor escolha para aproximac¸a˜o de pi(x).
Vejamos graficamente:
? ploth(X=2,1000,[primepi(X),X/(log(X)-1)],64);
Para gravar o resultado num ficheiro postscript devera´ usar o comando
? psploth(X=2,1000,[primepi(X),X/(log(X)-1)],64);
O resultado final esta´ no ficheiro pari.ps.
5 Divisa˜o trivial
A forma mais simples de verificar a primalidade de certo nu´mero pequeno e´ pela divisa˜o trivial:
testar a divisibilidade de n por todos os primos na˜o superiores a b√nc.
7
\\ Pedro Patricio, 2009
\\ Teste de primalidade pela divisao trivial
\\ uso: divtrivial(n)














6 O crivo de Erasto´tenes
Recorde o crivo de Erasto´tenes: para encontrar os nu´meros primos inferiores a n, listam-se os
primos inferiores a
√
n, e retiram-se os seus mu´ltiplos (que na˜o os pro´prios primos) da lista. Ou
seja, se p e´ um primo inferior a
√
n, enta˜o sa˜o retirados da lista os nu´meros da forma kp, com




Na implementac¸a˜o que descrevemos de seguida, criou-se uma lista Lista onde se inseriram
os inteiros 1..n e onde as entradas correspondentes aos mu´ltiplos dos primos sa˜o convertidas em
0. Estas entradas com valores nulos servira˜o de bandeira para indicar quais os nu´meros que sa˜o
retirados da lista.
\\ Crivo de Eratostenes
\\ 2009, Pedro Patricio
eratostenes(n)=
{















7 O algoritmo estendido de Euclides
O algoritmo estendido de Euclides e´ uma variac¸a˜o do algoritmo de Euclides para ca´lculo do ma´ximo
divisor comum entre dois naturais a ≥ b. Ao contra´rio da versa˜o cla´ssica que usa o princ´ıpio da
casca da cebola para ca´lculo (os primeiros valores a serem encontrados sa˜o os u´ltimos a ser usados),
apenas sa˜o necessa´rios os quocientes e restos dos dois passos anteriores. Definindo as sucesso˜es
(sk), (tk) como
s0 = 1, s1 = 0, si+1 = si−1 + siqi
t0 = 0, t1 = 1, ti+1 = ti−1 + tiqi
onde qi indica o i-e´simo quociente no algoritmo de Euclides, provou-se nas aulas que
sia+ tib = ri
onde ri indica o i-e´simo resto no algoritmo de Euclides. Em particular, se r` for o u´ltimo resto
na˜o nulo (ou seja, iguala o ma´ximo divisor comum entre a e b), enta˜o
s`a+ t`b = (a, b).
/* Algoritmo estendido de Euclides
Uso: exteuclides(a,b)
onde a,b sao naturais
Output: [s,t,d]
onde d=(a,b) e as+bt=d */




aorig, borig, aaux, qult,
qpenult, quoc, spenult, sult, tpenult, tult,
flag
);
aorig=a; borig=b; \\ guardar o input original para calcular o mdc





















































8 Factorizac¸a˜o de Fermat
Recorde que a factorizac¸a˜o de Fermat subentende a possibilidade de n dado, que se pretende
factorizar, se pode escrever como a diferenc¸a de dois quadrados. Tal como foi mostrado nas aulas,
tal nem sempre e´ poss´ıvel. Suponhamos, no entanto, que existem s, t ∈ N para os quais n = t2−s2.
Ou seja, t2−n = s2, isto e´, t2−n e´ um quadrado perfeito. Existindo soluc¸a˜o (t, s) para n = t2−s2,
facilmente se obtem
n = (t− s)(t+ s),
ou seja, encontrou-se uma factorizac¸a˜o de n, eventualmente trivial. Sabendo que n = ab, com
a ≥ b, enta˜o necessariamente a ≥ √n.
Para iniciarmos o algoritmo, tomamos t = d√ne, ou seja, t e´ o menor inteiro na˜o inferior a√













O crite´rio de paragem t2 − n = s2 para algum natural s foi satisfeito. Ou seja, encontraram-se












Uma forma simples de implementarmos o algoritmo e´ a` custa da construc¸a˜o de uma func¸a˜o.
Use o seu editor favorito4.
\\ Funcao que implementa a factorizacao de Fermat
\\ Pedro Patricio, 2008
3Recorde que tal pode ser feito com o comando t++.
4Na˜o nos cansamos de sugerir o VI.
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\\ sintaxe: fermat(n,ntent)










print("t^2-n = ",t^2-n," quadrado perfeito :-)");
return([floor(t+s),floor(t-s)]),
/*else*/
print("Numero de tentativas excedidas :-("));
break
}
9 Teorema chineˆs dos restos
Nesta secc¸a˜o vamos descrever uma aplicac¸a˜o simples do Teorema Chineˆs dos restos numa ma´quina
com capacidades exageradamente limitadas, e que mesmo assim permite operar com nu´meros
grandes. De facto, usaremos o facto de ZQk
i=1 ni
∼= Zn1 × Zn2 × · · · × Znk , se (ni, nj) = 1 para
i 6= j. O isomorfismo e´ dado pela aplicac¸a˜o definida por ψ([x]n1n2···nk) = ([x]n1 , [x]n2 , . . . , [x]nk).
Suponha que se pretende calcular x + y, com x = 123684 e y = 413456, numa ma´quina que
admite nu´meros na˜o superiores a 99. Repare que 99, 98, 97 e 95 sa˜o primos relativos dois a dois.
Usaremos o isomorfismo Z89403930 ∼=ψ Z99 × Z98 × Z97 × Z95.
Em primeiro lugar, calculamos a imagem de [x]89403930 por ψ:
? x=123684
= 123684









Isto e´, ψ(x) = ([33]99, [8]98, [9]97, [89]95). Para y,
? y=413456
= 413456
? y1=Mod(y,m1); y2=Mod(y,m2); y3=Mod(y,m3); y4=Mod(y,m4);
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Finalmente, calculamos a soma em cada classe de equivaleˆncia e fazemos uso do Teorema Chineˆs
dos restos para calcular o menor representante da classe de equivaleˆncia mo´dulo 89403930:
? s1=x1+y1
= Mod(65, 99)
? s2=x2+y2; s3=x3+y3; s4=x4+y4;
? chinese(s1,chinese(s2,chinese(s3,s4)))
= Mod(537140, 89403930)
Este me´todo pode ser usado em ma´quinas com limitac¸o˜es bem mais pro´ximas das reais. Para
tal, basta que recorde que 2n − 1 e 2m − 1 sa˜o primos relativos se e so´ se n e m o forem.
10 Factorizac¸a˜o ρ−Pollard
Nesta secc¸a˜o, faremos uso da uma sequeˆncia pseudo-aleato´ria dada por xk+1 ≡ f(xk) mod n,
com f(x) = x2 + 1 e x0 = 2. Suponha que se pretende encontrar uma factorizac¸a˜o de n = 8051,
recorrendo ao algoritmo ρ−Pollard. Recorde que, sucessivamente, calcula-se d = (x2k − xk, n),
com k = 1, 2, . . . ate´ que d 6= 1 ou que se ultrapasse um certo nu´mero ma´ximo de tentativas
previamente definido. Heuristicamente, k que satisfaz o crite´rio de paragem esta´ proximo de p,











Uma forma de calcular os valores de xk pode ser a` custa da implementac¸a˜o de uma func¸a˜o recursiva.
Para casos pequenos, pode ser u´til.
? rhox(k)={ local(i,res); i=k; if(i<>0, return((rhox(i-1))^2+1),return(2))}





97 e´ um factor na˜o trivial de n.
Para terminar, deixamos aqui uma poss´ıvel implementac¸a˜o do algoritmo no Pari/GP.
\\ Pedro Patricio, 2007
\\ rho_pollard
\\ para factorizar um numero n










\\ gerando sequencia pseudoaleatoria
a=(((a^2+1)%n)^2+1)%n; b=(b^2+1)%n;





); \\ fim do else
if((a-b)%n ==0,
print("Nao consigo factorizar :-(");
break,
/*else*/ fact=gcd(a-b,n);
print("Um factor de "n" e’ "fact);
return(fact))
}
11 Primos de Wilson
Um nu´mero primo p diz-se primo de Wilson se
(p− 1)! ≡ −1 mod p2.
O ca´lculo do factorial e´, neste caso, um problema, pelo que vamos implementar o factorial modular.
? factmod(n,p)={if(n==1,return(Mod(1,p^2)), Mod(n,p^2)*factmod(n-1,p))}
? factmod(562,563) \\ teste
% = Mod(316968, 316969)




*** deep recursion: if(n==1,return(Mod(1
^--------------------
Encontra´mos os 3 primos de Wilson conhecidos ate´ a` data. Um quarto primo de Wilson, se
existir, sera´ maior que 500000000. A nossa busca ficou muito aque´m desse nu´mero.
12 Factorizac¸a˜o (p− 1)−Pollard
Como exemplo, iremos aplicar o algoritmo (p−1)−Pollard para encontrar um factor na˜o trivial de
n = 540143. Recorde que sera´ necessa´rio calcular 2k! mod n, e que esse ca´lculo pode ser efectuado
14
iterativamente a` custa da sequeˆncia rk = rkk−1 mod n, se k ≤ 2, e partindo de r1 = 2. Quando
d = (rk − 1, n) 6= 1, obtemos um factor d na˜o trivial de n. A estrate´gia sera´ de calcular cada
termo da suqueˆncia rn se tal for estritamente necessa´rio. Ou seja, desde que o crite´rio de paragem
(rk − 1, n) 6= 1 na˜o seja satisfeito.
? n=540143;
? r=2; i=2; while(gcd(r-1,n)==1, r=Mod(r^i,n); print("passo "i" : r="r"; mdc =
"gcd(r-1,n)); i++)
passo 2 : Mod(4, 540143) mdc = Mod(1, 540143)
passo 3 : Mod(64, 540143) mdc = Mod(1, 540143)
passo 4 : Mod(32783, 540143) mdc = Mod(1, 540143)
passo 5 : Mod(54805, 540143) mdc = Mod(1, 540143)
passo 6 : Mod(518077, 540143) mdc = Mod(1, 540143)
passo 7 : Mod(167138, 540143) mdc = Mod(421, 540143)
Portanto 421 e´ um factor na˜o trivial de n.
\\ Pedro Patricio, 2007
\\ (p-1)-Pollard para factorizar numeros







print("passo "i" : r="r"; mdc = "gcd(r-1,n));
);
if(i==t, print("nao consigo factorizar de forma nao trivial :-("),
/*else*/
fact=gcd(r-1,n);





Dado b ∈ N, dizemos que n ∈ N composto e´ um pseudo-primo (fraco) na base b se bn ≡ b
mod n. O menor pseudo-primo fraco na base 2 foi encontrado por Sarrus, em 1919. Mostrou que
o composto 341 satisfaz 2340 ≡ 1 mod 341.
? for(n=2,341, if(Mod(2^n,n)==Mod(2,n)&& !isprime(n), print(n)) )
341
Podemos calcular, usando o Pari/gp, o nu´mero de pseudo-primos na base 2 menores do que,
digamos, 105:
15

















So´ existem 16 pseudo-primos fracos de bases 2, 3 e 5 inferiores a 105. Sa˜o eles 561 1105, 1729,
2465, 2821, 6601, 8911, 10585, 15841. 29341, 41041, 46657, 52633. 62745, 63973 e o 75361.
14 Teste de primalidade de Miller-Rabin
Recorde que n composto se diz um pseudoprimo (fraco) na base b se bn ≡ b mod n. Por exemplo,





No entanto, na˜o e´ um pseudoprimo forte na base 2. Escrevendo 1387 = n = 2st+1, para algum
natural s e t ı´mpar, verifiquemos se 2t ≡ 1 mod n ou se existira´ algum j, com 0 ≤ j ≤ s− 1, para
o qual 22










Repare que s = 1, o que leva a j = 0 como u´nica escolha, e que para esse caso 2t 6≡ −1 mod n.
Portanto, 1387 na˜o passa o teste de Miller e consequentemente e´ um nu´mero composto.










Escrevamos n − 1 = 22 · 343413. Ou seja, tomamos s = 2, t = 343413 na expressa˜o n = 2st + 1.
Vamos aferir se n e´ um pseudoprimo de base 2, ou seja, se passa o teste de Miller de base 2 sendo





A primeira condic¸a˜o da disjunc¸a˜o na˜o e´ satisfeita, pelo que sera´ necessa´rio verificar a segunda.
Temos duas escolhas poss´ıveis para j, a saber j = 0, 1. Para j = 0 obtemos 2t 6≡ −1 mod n, como




1t ≡ −1 mod n. Portanto, n passa o teste do Miller, isto apesar de ser um composto.
Terminamos esta secc¸a˜o com uma poss´ıvel implementac¸a˜o no Pari/GP.
\\ Pedro Patricio
\\ verifica se n passa o teste de Miller de base 2
\\
/* a escrita de n-1=(2^s)t */
decomp(n)=
{ local(s,t);


























Para n = 2st+ 1, com n e t ı´mpares, o teste de Miller define as chamadas sequeˆncias–B como
(bt, b2t, b2
2t, . . . , b2
s−1t, b2








O inteiro n = 1373653 passa o teste de Miller na base 2, apesar de ser um composto (e´ um
pseudoprimo forte na base 2). Recorde que os ı´mpares que passam o teste de Miller teˆm a sua
sequeˆncia–B necessariamente de duas formas:
(?, ?, ?, . . . , ?,−1, 1, . . . , 1)
(1, 1, 1, 1, . . . , 1, 1)
Se tomarmos n = 1905, e portanto s = 4, t = 119, facilmente comprovamos que n e´ um
pseudoprimo fraco na base 2, mas na˜o passa o teste de Miller na base 2. A sequeˆncia–B e´







Ou seja, existe uma raiz quadrada na˜o trivial de 1 mo´dulo n, e portanto n e´ composto. De facto
11442 ≡ 1 mod 1905.
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15 Primos de Mersenne
Os nu´meros de Mersenne na˜o naturais da forma Mn = 2n − 1. Um primo de Mersenne e´ um
nu´mero de Mersenne primo. Sabendo que se d | n enta˜o (2d − 1) | (2n − 1), na procura de primos
de Mersenne Mn temos necessariamente n e´ primo.
O algoritmo de Lucas-Lehmer e´ determinista na caracterizac¸a˜o dos primos de Mersenne. Para
p primo e Mp = 2p − 1, define-se a (p− 1)-sequeˆncia {rk} como
r1 = 4, rk ≡ r2k−1 − 1 mod Mp , para 1 < k ≤ p− 1.
Mp e´ primo de Mersenne se e so´ se
rp−1 ≡ 0 mod Mp.
\\ Lucas-Lehmer para primos de Mersenne
















Podemos, agora, procurar os primos de Mersenne Mp com p ≤ 5000.











































*** last result computed in 156 ms.
Para finalizar, apresentamos uma variac¸a˜o sobre o mesmo tema.
\\ Pedro Patricio

























Sejam p, q primos ı´mpares distintos e n = pq. Sejam m = φ(n) = (p − 1)(q − 1) e e ∈ Z∗m.
Como (e,m) = 1 enta˜o existe d = e−1 em Z∗m. Torna-se pu´blico o par ordenado (n, e) e secreto p.
Recordamos a equivalEˆncia entre o ca´lculo de φ(n) e a factorizac¸a˜o de n.
\\ Pedro Patricio, 2007
/*
-- breve how-to --
Antes de mais, e´ necessa´rio criar uma chave. Para tal, basta fazer
> gerachave(n)
onde o n indica o numero de bits da chave; por exemplo,
> chave=gerachave(1024)




















print("encontrando um p com ", bitprimo, " bits...");
p = procuraprimo(bitprimo);
print("p tem ", tamanho(p), " bits.");
print("encontrando um q com ", n-tamanho(p)," bits...");
q = procuraprimo(n - tamanho(p));
print("q tem ", tamanho(q), " bits.");
if(tamanho(p*q) != n,
print("p*q tem "tamanho(p*q)" bits... vou procurar outros...")
);
);
/* parte II: encontrar e primo relativo com phi(p*q) */
phi=(p-1)*(q-1);





/* parte III: encontrar o inverso de e mod phi */




Vamos supor que se pretende criar uma chave RSA com 256 bits:
? chave=gerachave(256)
encontrando um p com 128 bits...
p tem 128 bits.
encontrando um q com 128 bits...
q tem 128 bits.
gerando a chave publica ...




No terno ordenado, a primeira componente indica n = pq, a segunda indica e e a terceira e´
o inverso de e mo´dulo φ(n). Esta terceira componente e´ mantida secreta (e´ a chave privada),
enquanto que (n, e) sa˜o tornados pu´blicos.
Para cifrar uma mensagem x calcula-se xe mod n. A decifrac¸a˜o da mensagem recebida y e´
feita como yd mod n.
/*
Para cifrar um texto, usa-se a funcao
> cifrar("TEXTO", chave)
Existem duas questoes: #1 o "TEXTO" nao pode ter muitos caracteres em relacao ao
numero de bits da chave. #2 APENAS se admitem MAIUSCULAS no texto. Por exemplo
> texto=cifrar("OLA",chave)
22
se tudo correu bem,
> decifrar(texto,chave)













error("ooops... o texto e’ demasiado grande para a chave :-(")
);
print("mensagem numerica ... "mensagem);
print("usando o expoente de encriptacao "vectorchave[2]," mod "vectorchave[1]);
cifrado=lift(Mod(mensagem,vectorchave[1])^vectorchave[2]);
























Por exemplo, para cifrar a frase OLA MUNDO, faz-se:
? y=cifrar("OLA MUNDO", chave)
mensagem numerica ... 797665327785786879
usando o expoente de encriptacao
21777040170807238460926506297647669586134172133184735282362041210284578653877 mod
99674460025163334770283829822712881683959339993526775830958718185586858455043
a mensagem cifrada e’
45006577619069030979170826177370718008201479840643870395757936043878351172371
Para decifrar a mensagem recebida
y = 13891630208401250726566239828359124569775313308592426662416560068917691906286
basta calcula yd mod n:
? decifrar(y,chave)
mensagem numerica decifrada 7932836971826968793269838465327865327765838365
passando para alfanumerico...
= "O SEGREDO ESTA NA MASSA"
Alertamos para os ca´lculos que o RSA requer, e do problema de over-flow que podera´ ocorrer
se na˜o se tomarem as precauc¸o˜es devidas. No caso apresetado, tivemos o cuidado de efectuar
as exponenciais modulares. O algoritmo que apresentamos de seguida, e que na˜o usa´mos, e´
denominado Square & Multiply. Permite efectuar estas exponenciais modulares por forma a evitar
erros de over-flow.
\\ Pedro Patricio
\\ square and multiply mod n
\\ argumento de entrada (x,e,n)
\\ calculo de x^e mod n
fmodexp(x,e,n)=












Para terminar esta secc¸a˜o, apresentamos um algoritmo que transforma um certo nu´mero num
vector cujas entradas sa˜o os d´ıgitos do nu´mero.
































= List([1, 2, 3, 3, 5])
17 Solovay-Strassen
O algoritmo Solovay-Strassen e´ um algoritmo probabil´ıstico de primalidade (tal como o de Miller-
Rabin). Historicamente, este algoritmo esta´ associado a` cifra RSA por garantir uma efectiva
aplicac¸a˜o deste tipo de chave pu´blica.









Se a congrueˆncia na˜o for va´lida para um certo b enta˜o n e´ composto, e a b chamamos a testemunha.
Na pra´tica, escolhem-se aleatoriamente k bases e efectua-se o teste para cada uma dessas bases.
Se um deles falhar, enta˜o n e´ garantidamente composto. No caso contra´rio, a probabilidade de n









/*salvaguarda do caso em que numero e’ par */
if(numero==2, print("2 e’ primo"), /*else*/
if(numero%2==0, print(numero" e’ garantidamente composto"),













); /* fim dos if’s do inicio */
);
}
Recorde que 2047 e´ o mais pequeno pseudoprimo forte na base 2.
? solovay(2047)
2047 e’ garantidamente composto; testemunha: 178
Tente, por exemplo, com um nu´mero de Mersenne que na˜o seja primo. Por exemplo,
? n=2^(6531)-1;
? solovay(n,3)
[...] e’ garantidamente composto; testemunha:
[ numero muito grande ]
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