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Abstract. In this demonstration paper, we present the CSTL Processor, a tool to 
support the validation of two fundamental quality properties of conceptual 
schemas (correctness and completeness) by testing. The CSTL Processor 
supports the management, execution and automatic computation of the verdicts 
of test cases which formalize stakeholders’ needs and expectations. 
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1 Introduction 
Two fundamental quality properties of conceptual schemas are correctness (i.e. all the 
defined knowledge is true for the domain) and completeness (i.e. all the relevant 
knowledge is defined in the conceptual schema) [1]. The validation of these properties 
is still an open challenge in conceptual modeling [2].  
In [3], we proposed a novel environment for testing conceptual schemas. The main 
purpose of conceptual schema testing is the validation of conceptual schemas according 
to stakeholders’ needs and expectations. Conceptual schemas can be tested if (1) the 
conceptual schema is specified in an executable form, and (2) a representative set of 
concrete scenarios are formalized as test cases.  
In this paper, we present the CSTL Processor [4], a tool that supports the execution 
of test sets written in the Conceptual Schema Testing Language (CSTL) [3]. The 
CSTL Processor makes the proposed testing environment feasible in practice.  
This tool may be used in different application contexts in which UML/OCL 
conceptual schemas may be tested.  The CSTL Processor supports test-last validation 
(in which correctness and completeness are checked by testing after the schema 
definition) or test-first development of conceptual schemas (in which the elicitation 
and definition is driven by a set of test cases). Our testing environment proposes the 
use of automated tests [5], which include assertions about the expected results that 
may be automatically checked. This is an essential feature in order to allow regression 
testing [5].  
In the next section, we present the CSTL Processor and its components. In  
Section 3, we reference example applications which will be illustrated in the 
demonstration and complementary case studies, tutorials and documentation.  
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Fig. 1. The CSTL Processor testing environment 
2 The CSTL Processor 
The CSTL Processor is a research prototype which works as a standalone application 
and supports the specification, management and execution of automated tests of 
executable conceptual schemas. 
In the implemented release used in the demonstration presented in this paper, 
schemas are defined in UML/OCL. An extended USE [6] syntax is used to specify the 
conceptual schemas under test in an executable form. Automated conceptual test 
cases are written in the Conceptual Schema Testing Language (CSTL). Test cases 
consist of sequences of expected Information Base (IB) states (which may change 
through the occurrence of events) and assertions about them.  
The main features of the CSTL Processor are:   (1) The definition of executable 
conceptual schemas under test; (2) the definition and management of CSTL test 
programs; (3) the execution of the test set and the automated computation of its 
verdicts, including reports of error and failing information; and (4) the automatic 
analysis of testing coverage according to a basic set of testing adequacy criteria. 
Figure 1 shows the main components of the CSTL Processor environment. The 
execution of conceptual schemas is done by the Information Processor, while the 
execution of test programs is done by the Test Processor. Moreover, automatic 
coverage analysis for a basic set of test adequacy criteria is provided by the Coverage 
Processor. In the following, we briefly present each main tool component.  
2.1  The Information Processor 
The information processor is able to setup IB states by creating, deleting and 
changing entities, attributes and associations. It also evaluates OCL expressions of 
test assertions. We implemented the information processor extending the USE [6] 
core in order to be able to deal with several new language features such as derived 
attributes, default values, multiplicities in attributes, domain events, temporal 
constraints, initial integrity constraints and generalization sets.  
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Fig. 2. Test execution screenshot 
2.2 The Test Processor 
The test processor implements the execution of the test cases and consists of the 
presentation manager, the test manager and the test interpreter. 
The test manager stores the CSTL programs in order to make it possible to execute 
the test set at any time. When the conceptual modeler requests the execution of the 
test programs, the test manager requests the test interpreter to execute them. The test 
manager also keeps track of the test results and maintains test statistics. 
The test interpreter reads and executes CSTL programs. For each test case, the 
interpreter sets up the common fixture (if any), executes the statements of each test 
case and computes the verdicts. The interpreter invokes the services of the 
information processor to build the IB states according to each test case and check the 
specified assertions.  
The presentation manager provides means for writing CSTL test programs and for 
displaying the results of their execution. Built-in editors are provided for the 
definition of the conceptual schema, its methods and the test programs. Moreover, 
after each execution of the test set, test programs verdicts are displayed. Figure 2 
shows a screenshot of the verdicts presentation screen.  The test processor indicates 
the number of the lines where test cases have failed and gives an explanation of the 
failure in natural language.  
2.3 The Coverage Processor 
The Coverage Processor provides automatic coverage analysis according to a basic 
set of test adequacy criteria which guarantees the relevance and the satisfiability of 
the defined schema elements. It consists of the preprocessor, the coverage database, 
and the adequacy criteria analyzer. The implemented criteria allows to automatically 
analyze which base types, derived types, valid type configurations and event 
occurrences have been tested in at least one valid execution of a test case.  
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The preprocessor initializes the coverage database, which maintains the set of 
covered elements for each test adequacy criterion. The test interpreter communicates 
information about the tests execution to the adequacy criteria analyzer which is the 
responsible of updating the coverage database according to the defined criteria.  
After the execution of all test programs, the adequacy criteria analyzer queries the 
coverage database in order to obtain the sets of covered and uncovered elements for 
each criterion and computes statistical information about the coverage results.  
3   Case Studies, Examples and Documentation 
The CSTL Processor has been developed in the context of Design Research [7]. The 
tool has been experimentally used in the testing of the conceptual schema of two e-
commerce systems (osCommerce [8] and Magento), in the test-driven development of 
the schema of a bowling game system [9] and in the reverse engineering development 
of the schema of the osTicket System [10]. Moreover, it is being used in a 
requirements engineering course, in which groups of master students are challenged 
to develop the conceptual schema of a new information system assisted by the tool.  
Video tutorials with the examples which will be used in the demonstration session 
may be found in the project website [4]. Additional information and resources such as 
source files, screenshots and complementary documentation may also be found in [4]. 
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