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Abstract
Currently, most of model-based user interface software tools use task, application, and
presentation models to generate the running user interface. The point of this paper is to use an
additional user model to create individual user interfaces. For it, individual user interfaces
and model-based tools are analyzed briefly to define the starting point for this research work.
The viability of this approach is discussed with an example using the TADEUS
environment. Furthermore, some ideas are presented to extend the MASTERMIND system.
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Introduction
When developing an interactive system the developer spends a lot of work and time
designing the graphical user interface. This task is error-prone and expensive, and it must
meet high quality requirements. For example, the "EEC 90/270 Directive" of the European
Council [3] requires that the software (user interface) must be suitable for the task, that the
software must be easy to use and adaptable to the operator's level of knowledge or
experience. This implies we must design individual user interfaces.
In order to fulfill the high level quality requirements, to reduce time and costs, and to
make the task easier the user interface designer needs support from sophisticated
development tools. There are several higher level tools to support user interface development,
e.g. User Interface Management Systems, Interface Builders, User Interface Development
Environments which are built on the top of user interface toolkits. B. Myers [8] has
introduced a classification of the mentioned tools: language-based tools, interactive graphical
specification tools, and model-based generation tools. Especially the language-based and the
interactive graphical specification tools support the specification of either the user interface
dynamic behavior or the user interface layout in an easy way but mostly not both parts at one
time. These tools support rather the user interface implementation as their task-oriented and
user-centered design. One goal of model-based generation tools is to meet these limitations.
This short paper presents some ideas on the extension of model-based user interface
software tools for creating individual user interfaces. For it, individual user interfaces are
classified. The focus here is on individualization during design time. Furthermore, a short
summary of the current state of model-based tools is presented in order to define a possibility
of developing individual user interfaces by means of model-based tools. Then, a small
example is presented to demonstrate the generation of adapted user interfaces  in TADEUS.
Finally, some ideas are offered to show the benefit of an explicit user model in
MASTERMIND.
Individual User Interfaces
If one interactive application presents itself with different user interfaces to different end
users or groups of end users, we will call these individual user interfaces. Their need is
founded in different user characteristics and preferences, in different tasks users have to
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perform with one interactive system. There are mainly two dimensions of individual user
interfaces: the characteristics in which they differ and the time when the user interface
becomes individual.
Individual user interfaces can differ in available application services (functionality) or
presentation layout and dynamic behavior (user interface characteristics). There are three
different times when the user interface adapts itself or is adapted to the end user:
• adapted user interface - the user interface is adapted to the end user at design time.
• adaptable user interface - the end user himself may change (e.g., adapt) the functionality
and/or some characteristics of the user interface.
• adaptive user interface - the user interface changes its characteristics (presentation layout
as well as dynamic behavior and availability of application services) dynamically at run
time according to the end user's behavior.
The area of individual user interfaces has attracted a high degree of interest over the last
decade. Schneider-Hufschmidt et.al. [15] present a coherent and comprehensive overview of
the research of adaptive user interfaces including a state-of-the-art report [2]. A comparative
investigation of adaptable and adaptive systems was given by Fischer [4]. This short paper is
focused on adapted user interfaces.
It is widely accepted that a system (user interface) which is intended to adapt to users
and their tasks needs to model those aspects in some way. Model-based user interface tools
can include explicit task and user models.
Model-Based User Interface Software Tools
The approach of model-based user interface development offers a high potential for creating
integrated user interface development environments and supporting the whole user interface
life cycle. Several model-based user interface software tools have been built, e.g. UIDE [5],
HUMANOID [17], MECANO [10], ADEPT [6], TRIDENT [1].
The key idea of model-based generation tools is that all information about user interface
characteristics that is required for the user interface development is explicitly represented in
declarative models. As shown in Figure 1, many tools support editing and manipulating these
models. They allow a comprehensive support for design and implementation. The working
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Fig. 1 Model-based approach to user interface development
Different kinds of declarative models are reported for use in model-based tools [14], e.g.
task, application, dialogue, presentation, behavior, platform, user, and workplace models.
They are used in different ways. The first five are mainly used in the model-based
environments mentioned above. The use of an explicit user model was suggested in the
context of ADEPT only [7]. Neither an explicit platform nor an explicit workplace model is
used in any of the model-based tools.
In order to generate individual user interfaces whether at design time or at run time an
explicit user model is required to store the end user's individual information.
User model and model-based user interface development
Model-based user interfaces are developed by using specialized design-time tools to build and
refine the declarative models. User interface developers (the end users of model-based
environments) specify what features the interface should have, rather than write programs
that specify how to make the computer exhibit the desired behavior. Currently, most model-
based tools use task, application, and presentation models to generate the running user
interface. This makes the generation of adapted user interfaces difficult because developers
have to design different task models or presentation models.
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The more natural way is to design universal task, application, and presentation models
for one interactive application and to use an explicit user model and its relations to the other
declarative models which represent the necessary information to make the generated interface
individual.
According to several user model classifications an embedded and stereotypical user
model [2,7] is suggested for use in model-based tools during design time. Stereotypical user
models range between canonical (a single model for all users [12]) and individual models.
They model groups of users which have some characteristics in common. These groups will
be called roles.
User characteristics can be classified as application independent and application
dependent. Application independent characteristics include preferences, capabilities, psycho-
motor skills, etc. Application dependent characteristics include goals, knowledge of system
and application, etc [2].
In order to use the user model at design time (to create adapted user interfaces) it must
be acquired as result of the comprehensive requirements analysis. The user interface designer
has to create this user model. On the other hand, if adaptive user interfaces are the goal, the
user model is built during the end user's interaction with the user interface.
Generating individual user interfaces in TADEUS
TADEUS uses task, problem-domain (application), and dialogue models to generate user
interfaces [14]. In contrast to tools like UIDE or MASTERMIND which use their own
runtime system, TADEUS generates the desired user interface for existing UIMS by means
of a user interface description file. With it, generating adapted user interfaces in TADEUS
means to generate different user interface description files, one for each role.
The TADEUS user model describes roles hierarchically by means of task independent
and task dependent attributes. One role can use an interactive system to carry out several
different tasks. In this case, there are some properties such as level of experience using
interactive systems, preferences using input devices which have the same value for one role
for all different tasks - the task independent role attributes. On the other hand, each role must
carry out specific tasks. This is specified by means of a usage relation between a role
specified in the user model and a task specified in the task model and means the role has to
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carry out this task. The usage relation has some attributes (the task dependent usage attributes
such as frequency of use, preferred input device) whose value is only valid when the task is
performed [13]. The following example demonstrates how this user model helps to generate
adapted user interfaces in TADEUS.
The example describes a task of a banking system handling money transfers. The
German bank customer gives a money transfer order using a paper blank. In order to perform
the transfer bank clerks must record the data from the blank and check the recorded data. Due
to a high security of this procedure there are three clerks with different tasks involved:
• clerk A only records new data into empty forms
• clerk B checks data forms recorded by clerk A, but cannot record new data or change
all fields of one form
• clerk C decontrols the data recorded by clerk A and checked by clerk B, but cannot
modify the data forms
Only some essential parts of the specification and one possible generation result are shown in
Figures 2 and 3 due to the limited space2. The Handling money transfers task is a sequence
of three subtasks. Each of them is carried out by one role. All these subtasks have the same
decomposition-pattern: first the user has to open the related object (this enables the other
subtasks), then he can finish handling the first and open the second object or finish the
subtask. An object specified in the application model is assigned to all tasks but with different
access values: read-write or read-only. Only one usage attribute is specified for each role.
The dialogue model is omitted. Figure 3 shows the different forms of one design solution for
the clerks A and C which are automatically generated from the declarative models. In this
case, one universal task and one application model extended with the (currently simple) user
model were used to generate the different layouts.
2The whole model-based specification and generation results are available at the authors WWW homepage
http://www.informatik.uni-rostock.de/~schlung/IUI97/.








































Fig. 2 Task, application, user model and their relations (simplified)
Fig. 3 Adapted forms for clerk A (left) and C (right)
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Individual user interfaces in Mastermind
Currently, the MASTERMIND system includes a task, presentation, and application models
[18]. Unlike the TADEUS system, in MASTERMIND the running user interface is directly
generated from the declarative models thereby preserving the application semantics from
design time to run time.
The user interface developer using MASTERMIND could apply a stereotypical user
model like in ADEPT or TADEUS in different ways (e.g., selecting of appropriate to end
user's level of knowledge interaction objects, selecting of presentation parameters, defining
of task ordering).
But the architecture of MASTERMIND is more suited to use an explicit user model at
run time. An individual user model can be used to create adaptive user interfaces as
envisioned in UIDE [16]. Unlike UIDE where a narrow user model was integrated into the
application model, in MASTERMIND the user model will be an independent part of the
declarative models.
Related work
The issue of user modeling to assist the model-based user interface development is
investigated in other projects too. As mentioned above, ADEPT [6] is the only model-based
tool that includes an explicit user model. It was used to constrain the set of possible design
options in the user interface design space. In TRIDENT [1] some user characteristics were
directly included into the task model. This leads to a higher modeling effort if one user has to
carry out different tasks. MECANO [11] offers a meta level description of a user model, but
the presented example does not include a user model.
Conclusion
The first step of a research to extend model-based tools with an explicit user model to support
the development of individual user interfaces is presented in this short paper. The current
state of model-based tools was reviewed briefly. The viability of this approach was
demonstrated with a small example on automatic generating of adapted user interfaces using
the TADEUS system. Some ideas were offered to use an explicit user model inside the
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MASTERMIND system. The extension of model-based tools with an explicit user model is
an issue of current research and first results are expected in the near future.
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