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Opinnäytetyö käsittelee suunniteltua ja toteutettua yksityisen henkilön käyttöön tulevaa 
verkkosivustoa ja -sovellusta. Työn tavoitteena oli tehdä helppokäyttöinen verkkosivusto, jonka 
piti toimia eri laitetyypeillä ja sen sisällön piti olla ylläpitäjän hallittavissa. 
Projekti on toteutettu Python-ohjelmointikielellä hyödyntäen Django-sovelluskehystä ja 
Djangolle tehtyjä avoimen lähdekoodin sovelluksia. Sisällönhallintaa varten projektissa käytettiin 
Django CMS -sisällönhallintajärjestelmää. Julkaisujärjestelmänä käytettiin Zinnia-sovellusta ja 
sille tehtyä Django CMS -liitännäistä. Sivuston käyttötapauksia varten sisällönhallinta-
järjestelmälle tehtiin räätälöityjä liitännäisiä, jotta kaikki tarkimmatkin projektikohtaiset 
vaatimukset pystyttiin täyttämään. 
Työn tuloksena syntyi responsiivinen verkkosivusto, joka toimii älypuhelimilla, tableteilla ja 
yleisimmillä tietokoneella käytettävillä verkkoselaimilla. Sivuston ylläpitäjä pystyy hallitsemaan 
sisältöä Djangon hallintapaneeliin liitettyjen sovelluksien avulla. 
Projektikohtaisissa tavoitteissa onnistuttiin, sillä projektin tuloksena saatu sivusto täytti sille 
alussa asetetut vaatimukset ja se saatettiin loppuun saakka. Sivusto on laiteriippumaton, 
helppokäyttöinen ja helposti laajennettava antaen paljon tilaa jatkokehitystä varten. 
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DEVELOPING A USER FRIENDLY WEBSITE WITH 
PYTHON AND DJANGO 
This thesis work covers a website and an application planned and developed for a private 
individual. The goal of this thesis project was to create a user friendly website which had to work 
with different device types and the content had to be manageable by the administrator. 
The website was created with the Python programming language, the Django web framework, 
and open source programs made for Django. Django CMS was used as the website’s content 
management system. Zinnia was used as a blog platform and it was integrated with Django 
CMS with a plugin made for that purpose. Custom plugins for content management system 
were created to address the most specific use cases the website and application had. 
As a result, a responsive website was developed which works with smart phones, tablets, and 
the most common web browsers used on computers. The site administrator can manage the 
content with programs usable via the Django admin interface. 
The goals of this thesis project were met since the final website fulfilled the requirements it was 
set in the beginning and it was completed. The website is device independent, user friendly and 
easily expandable offering plenty of space for further development. 
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LYHENTEET JA SANASTO 
Liitännäinen Django CMS:ssä liitännäiset ovat osia, joita voidaan sijoittaa 
sivuille ennalta määrättyihin paikkoihin. 
Localhost Paikallinen tietokone. Localhostiin voidaan tarjoilla esimer-
kiksi verkkosivuja niitä kehittäessä. (TechTerms 2015) 
Manage.py Djangon projektikohtainen komentorivityökalu. 
Responsiivisuus Verkkosivujen toteutustapa, missä sivun ulkoasu määrittyy 
käytössä olevan laitteen näytön koon mukaan. 
Roskien keruu Automaattinen tapa hallita sovelluksen muistinkäyttöä. 
SSH Secure Shell. Salatun tietoliikenteen protokolla. Käytetään 
usein etäyhteyden ottamiseen toisiin tietokoneisiin. 
Syntaksi Ohjelmointikielen kirjoitussäännöt, joiden mukaan kirjoitettu 
koodi tulkitaan. 
Unicode Yleisesti käytetty merkistöstandardi. 
Virtuaalikone Ohjelmallisesti toteutettu tietokone, joka toimii kuten fyysinen 
tietokone. 
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1 JOHDANTO 
Opinnäytetyössä perehdytään projektiin, jossa suunniteltiin ja toteutettiin verk-
kosivusto yksityiselle henkilölle. Projektin tavoitteena oli toteuttaa helppokäyt-
töinen ja kevyt verkkosovellus ja -sivusto. Sivuston tulisi olla lähes täysin hallit-
tavissa käyttöliittymien kautta ja siinä tulisi olla hyvät mahdollisuudet jatkokehi-
tykselle. Laiteriippumattomalle sivustolle haluttiin sisällönhallinta- ja julkaisujär-
jestelmä sekä hallintapaneeli, jonka kautta pystyisi muuttamaan sisältöä ja li-
säämään julkaisuja. Sisällönhallinnan avulla tuli pystyä hallitsemaan vapaasti 
kaikkien sivujen sisältöä, näkyvyyttä ja hierarkiaa. 
Työ toteutettiin Python-ohjelmointikielellä sen yksinkertaisen ja helposti luetta-
van syntaksin takia. Kehitystyön tueksi valittiin Django-sovelluskehys, koska se 
on suunniteltu selkeäksi ja nopeaksi alustaksi kehittää tietokantaohjattuja verk-
kosovelluksia (Django Software Foundation 2014a). Tietokannaksi valittiin 
MySQL. Sivuston laiteriippumattomuus saatiin aikaan Bootstrap-kehyksen avul-
la toteutetulla sivuston responsiivisuudella. Projektin sisällönhallinta ja julkaisu-
järjestelmä toteutettiin vapaasti käytettävillä avoimen lähdekoodin Django-
sovelluksilla. Projektin pienet sivustokohtaiset ominaisuudet toteutettiin liitän-
näisinä ja erillisinä alasovelluksina, jotka voidaan ottaa käyttöön tarvittaessa 
sivuston hallinnan kautta. 
Opinnäytetyön toisessa luvussa käsitellään käytettävyyttä. Luvut 3-5 käsittele-
vät käytettyjä teknologioita ja kuudennessa luvussa perehdytään itse toteutuk-
seen. Kokonaisuuden yhteenveto on luvussa seitsemän. 
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2 VERKKOSIVUSTON KÄYTETTÄVYYS 
Käytettävyys on ominaisuus, jolla määritellään kuinka helppokäyttöinen jokin 
asia tai esine on. Käytettävyys koostuu viidestä osa-alueesta: opittavuudesta, 
tehokkuudesta, muistettavuudesta, virhealttiudesta ja tyytyväisyydestä. (Nielsen 
2012.) 
Verkkosivustoille käytettävyys on tärkeä ominaisuus, koska se määrittelee osit-
tain sivuston menestyksen. Vaikka sivuston visuaalinen ilme olisi todella tyyli-
käs, se voi silti epäonnistua käyttäjien kiinnostuksen vangitsemisessa, jos käyt-
täjien tarvitsee miettiä liikaa miten sivusto toimii ja mistä oleellinen sisältö löytyy. 
Kiinnostuksen menetys todennäköisesti johtaa käyttäjien poistumiseen sivustol-
ta. Hyvä verkkosivusto on ilmeinen ja itsestään selvä eikä vaadi käyttäjältä mer-
kittävää ajatustyötä. (Friedman 2008.) 
Käyttäjien toiminta 
Hyvän verkkosivun käyttöliittymän suunnittelua varten tulee tietää, miten käyttä-
jät toimivat ja mitä he ajattelevat. Käyttäjien toiminta voidaan tiivistää seuraaviin 
kohtiin: 
 käyttäjät eivät lue sisältöä tarkkaan vaan he silmäilevät sitä 
 käyttäjät ovat kärsimättömiä ja odottavat sivustolta kaipaamaansa sisäl-
töä välittömästi 
 käyttäjät arvostavat sivuston laatua ja uskottavuutta 
 käyttäjät seuraavat intuitiotaan 
 käyttäjät haluavat olla kontrollissa 
 käyttäjät eivät tee aina sivuston käytön kannalta järkeviä päätöksiä. 
Käyttöliittymän käytettävyyttä suunnitellessa tulisi ottaa huomioon käyttäjien 
toimintatavat ja miettiä miten niitä voidaan hyödyntää käyttöliittymässä. (Fried-
man 2008.) 
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Kun käyttäjät saapuvat sivustolle, he usein selaavat sivuston sisältöä F-mallin 
mukaan. Mallissa käyttäjän katse kohdistuu karkeasti F-kirjaimen muotoja mu-
kailevalle alueelle, kuten kuvassa 1 on havainnollistettu. Mitä alemmas sivulla 
mennään, sitä vähemmän käyttäjät selaavat sisältöä horisontaalisesti, koska he 
odottavat hakemansa tiedon olevan sivun yläosassa. Sivun alaosasta silmäil-
lään ainoastaan rivien ensimmäisiä sanoja asiasanojen toivossa. (Nielsen 
2006.) 
 
Kuva 1. Esimerkki F-mallin mukaisesta käyttäjän katseen kohdistumisesta sivun 
eri osiin. 
Sivun oleellisten tietojen sijoittaminen F-mallin mukaisille alueille voi helpottaa 
käyttäjää löytämään hakemansa tiedon. Käyttäjät eivät välttämättä ehdi turhau-
tua tai olla kärsimättömiä, koska tieto tarjoillaan heidän toimintamallejaan mu-
kaillen. Käyttäjät voivat kuitenkin antaa anteeksi sisällön keskinkertaisen asette-
lun mikäli sisältö itsessään on korkealaatuista ja uskottavaa. (Nielsen 2006; 
Friedman 2008.) 
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Sivuston käytön kannalta käyttäjät tekevät välillä outoja ratkaisuja. He eivät etsi 
järjestelmällisesti nopeinta tapaa löytää tarvittavaa tietoa eivätkä he välttämättä 
edes silmäile sivun pääsisältöä läpi. Sen sijaan he seuraavat ensimmäistä link-
kiä, joka vaikuttaa johtavan lähemmäs haettua tietoa. Jos tietoa ei löydy tar-
peeksi nopeasti, käyttäjät todennäköisesti turhautuvat ja siirtyvät jollekin toiselle 
sivustolle. (Friedman 2008.) 
Verkkosivustoja selaavat käyttäjät ovat vaativia sivustojen suhteen jotka rajoit-
tavat heidän kykyä kontrolloida selaimen toimintaa. Esimerkiksi, jos linkit avau-
tuvat automaattisesti uuteen välilehteen tai ikkunaan, käyttäjältä viedään kont-
rolli siirtyä takaisin edelliselle sivulle selaimen avulla. Kontrollin kannalta hyvä 
sivusto pysyy aina samassa välilehdessä eikä se tee automaattisesti mitään 
ilman, että käyttäjä haluaa sitä. Se miten sivuston käyttöliittymä pohjimmiltaan 
kuitenkin toimii, ei kiinnosta käyttäjää. Usein käyttäjät seuraavat intuitiotaan ja 
käyttävät sivustoa sen mukaan. Käyttäjät pysyttelevät toimivissa ja hyväksi to-
teamissaan tavoissa välittämättä siitä miten asiat taustalla toimivat. (Friedman 
2008.) 
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3 KÄYTTÖLIITTYMÄN TEKNIIKKA 
3.1 HTML 
HTML eli HyperText Markup Language on verkkosivujen rakenteen määrittämi-
seen standardoitu merkintäkieli. HTML:ää ylläpitää ja kehittää World Wide Web 
Consortium (W3C). HTML on suunniteltu toimivaksi samalla tavalla useilla eri 
laitteilla ja selaimilla. Verkkosivujen lisäksi HTML:ää voidaan käyttää sovellus-
ten käyttöliittymän rakenteen määrittämiseen. (W3C 2014.) 
HTML:n uusin versio on 5.0, joka julkaistiin lokakuussa 2014 W3C:n suosittele-
mana HTML versiona. HTML5 toi kieleen paljon uusia elementtejä, joita voidaan 
hyödyntää nykyaikaisessa verkkokehityksessä. Merkittäviä uusia elementtejä 
ovat esimerkiksi canvas, video ja audio. (W3C 2014.) 
<!DOCTYPE html> 
<html> 
    <head> 
        <meta charset="UTF-8"> 
        <title>Document title</title> 
    </head> 
    <body> 
        Document content 
    </body> 
</html> 
Koodiesimerkki 1. Yksinkertainen HTML-dokumentti. 
Koodiesimerkissä 1 on HTML5-dokumentin rakenne yksinkertaisimmillaan. Do-
kumentin aloittava doctype-merkintä kertoo selaimelle mitä HTML:n versiota 
dokumentti käyttää. Dokumentin muut merkinnät sijaitsevat html-osion aloitta-
van ja lopettavan merkinnän välissä. HTML-dokumentin sisältö jaetaan head- ja 
body-osiohin. Head-osio sisältää dokumentin tulkinnalle oleellista taustatietoa 
jota ei näytetä sivustolla sellaisenaan. Body-osio sisältää HTML-dokumentin 
aliosiot, jotka näkyvät selaimessa dokumentin sisältönä. 
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3.2 CSS ja Less 
CSS eli Cascading Style Sheets on verkkosivustojen ulkoasun määrittelyyn tar-
koitettu tyylikieli. Sitä käytetään eniten verkkosivujen ulkoasun luomiseen, mutta 
se toimii minkä tahansa merkintäkielen kanssa. CSS suunniteltiin erottelemaan 
dokumentin esittelytapa sen sisällöstä. Sen kehityksestä ja ylläpidosta vastaa 
World Wide Web Consortium. (W3C 2014.) 
Less on dynaaminen tyylikieli, joka voidaan kääntää CSS:ksi. Less sisältää sa-
mat ominaisuudet kuin CSS, mutta niiden lisäksi se tukee esimerkiksi muuttujia 
ja tyylien sisäkkäisyyttä. Sisäkkäisyyden takia Lessillä on helpompi tehdä laajo-
ja tyylitiedostoja, koska tyylit on selkeästi jaoteltu eikä sisäkkäisten tyylien te-
keminen vaadi yhtä paljon toistoa kuin CSS:llä tehdessä. (Less 2015.) 
CSS: 
.container { 
    border: 1px solid #ff0000; 
} 
.container h1 { 
    text-decoration: underline; 
} 
Less: 
@c-red: #ff0000; 
.container { 
    border: 1px solid @c-red; 
    h1 { 
        text-decoration: underline; 
    } 
} 
Koodiesimerkki 2. Yksinkertainen tyyli toteutettuna CSS:llä ja Lessillä. 
Koodiesimerkissä 2 on kuvattu yksinkertaisen tyylin toteutus CSS- ja Less-
tyylikielillä. Esimerkin CSS:ssä container-luokan sisällä olevan h1-elementin 
valitsemiseksi pitää valinnassa kertoa elementin sijaitsevan kyseisen luokan 
sisällä kirjoittamalla luokan nimi elementin tyypin eteen. Lessissä h1-elementin 
tyyli voidaan sijoittaa container-luokan tyylin sisään. Tyylien luettavuus paranee, 
koska luokkien nimiä ja elementtien tyyppejä ei tarvitse toistaa niin usein. Esi-
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merkin Lessissä container-luokan ääriviivan värin määrittelevä heksadesimaa-
liarvo on sijoitettu helpommin muistettavaan c-red -muuttujaan. 
3.3 JavaScript ja jQuery 
JavaScript on suosittu ohjelmointikieli, jota voidaan käyttää verkkosivustojen 
interaktiivisuuden, palvelimella suoritettavien verkkosovelluksien, peliohjelmoin-
nin sekä työpöytä- ja mobiilisovelluksien toteuttamiseen. Eniten JavaScriptiä 
käytetään verkkosivujen toiminnallisuuden ja interaktiivisuuden toteuttamiseen. 
(Mozilla Developer Network 2014.) 
Verkkokehityksessä JavaScriptiä voi upottaa HTML-dokumenttiin tai tuoda sen 
selaimen käytettäväksi erillisestä JavaScript-tiedostosta. Käyttäjän toimiessa 
sivuilla JavaScript voi esimerkiksi muuttaa sivuston elementtien näkyvyyttä, 
ominaisuuksia ja sijaintia tai lähettää dataa palvelimelle. 
JQuery on suosittu JavaScript kirjasto, joka helpottaa ja nopeuttaa verkkokehi-
tyksessä usein tarvittavien toiminnallisuuksien toteuttamista. JQueryn avulla 
sivustokohtainen JavaScript-koodi pysyy kompaktimpana ja se on helpommin 
luettavissa (Hein 2012). 
jQuery: 
$("#elem").addClass("test"); 
JavaScript 
var element = document.querySelector("#elem"); 
element.classList.add("test"); 
Koodiesimerkki 3. Luokan lisäys elementille JavaScriptillä ja jQueryllä. 
Koodiesimerkissä 3 annetaan HTML-elementille luokka test JavaScriptillä ja 
jQueryllä. JQueryssä elementin valinta on tiivistetty yhteen funktioon jonka voi 
ketjuttaa muita toimintoja tekevien jQuery-funktioiden kanssa. JavaScriptillä 
vastaavan toiminnallisuuden tekemiseen tarvitaan huomattavasti enemmän 
koodia. Esimerkissä valittava elementti tallennetaan aluksi element nimiseen 
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muuttujaan koodin luettavuuden takia, mutta se ei ole välttämätöntä koodin toi-
minnan kannalta. 
3.4 Bootstrap 
Bootstrap on Twitterin kehittämä avoimen lähdekoodin HTML-, CSS- ja JavaSc-
ript-kehys responsiivisten verkkosivujen kehittämiseen. Se toimii samalla tavalla 
kaikilla nykyaikaisilla selaimilla ja se tukee CSS3:a ja HTML5:tä. (David 2013.) 
Kehys sisältää monia tehokkaita työkaluja, jotka nopeuttavat verkkosivujen res-
ponsiivisen ulkoasun toteuttamista, koska kehittäjän ei tarvitse kuluttaa aikaa 
osien kirjoittamiseen. Se on helposti mukautettavissa, koska sen CSS voidaan 
kääntää uudelleen Lessistä, johon voi itse tehdä tarvittavat muutokset. Bootst-
rap hyödyntää tehokkaasti Lessin muuttujia, joten samoja arvoja ei tarvitse kir-
joittaa moneen paikkaan. Muuttujien arvoja vaihtamalla kehittäjä voi muuttaa 
kehyksen toimintaa juuri sellaiseksi, kuin tarve vaatii. (David 2013.) 
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4 PYTHON 
Python on alustariippumaton korkean tason tulkattava ohjelmointikieli. Python 
on oliopohjainen ohjelmointikieli, mutta se tukee muitakin ohjelmointimenetelmiä 
kuten esimerkiksi proseduraalista ja funktionaalista ohjelmointimenetelmää. 
Tulkattavuuden takia kielen nopeus saattaa muodostua ongelmaksi joissain 
tilanteissa. Raskaita ja nopeuskriittisiä osia voidaan toteuttaa esimerkiksi C-
kielellä, vaikka muu sovellus olisikin Pythonilla tehty. (Python Software Founda-
tion 2015c.) 
4.1 Pythonin historia 
Pythonin kehitti hollantilainen Guido van Rossum 1980- ja 1990-luvun vaihtees-
sa. Sen ensimmäinen versio julkaistiin vuonna 1991. Vuonna 2000 julkaistiin 
versio 2.0, joka toi tuen roskien keruulle ja unicodelle. Vuoden 2008 joulukuus-
sa julkaistiin versio 3.0, jonka tarkoitus oli korjata Pythonin aiemmissa versiois-
sa olevia suunnitteluvirheitä välittämättä taaksepäin yhteensopivuudesta. Versi-
osta 3.0 poistettiin myös aiemmissa versioissa olevia vanhentuneita ominai-
suuksia ja funktioita. Moni version 3.0 uusista ominaisuuksista on tuotu myö-
hemmin versioille 2.6 ja 2.7. Versiosarjat 2 ja 3 ovat edelleen vuonna 2015 tuet-
tuja ja laajasti käytettyjä. (Kuchling & Zadka 2010; Python Software Foundation 
2012; Python Software Foundation 2015a.) 
Nykyään kielen kehityksestä vastaa Python Software Foundation. Se on Guido 
Van Rossumin johtama voittoa tavoittelematon järjestö, jonka tarkoitus on tuoda 
esiin, suojella ja edistää Pythonia sekä ylläpitää Python-yhteisöä ja sen kasvua. 
(Python Software Foundation 2015b.) 
4.2 Pythonin käyttökohteet 
Python on monikäyttöinen ohjelmointikieli, jolla pystyy tekemään lähes mitä ta-
hansa. Pythonia käytetään usein skriptikielenä esimerkiksi palvelimella säännöl-
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lisesti suoritettavien toimintojen automatisointiin ja toiminnallisuuksien testaami-
seen. (Aspeli 2008.) 
Pythonia käytetään paljon verkkosivustojen palvelintoiminnallisuuden tekemi-
seen sille tehtyjen monien sovelluskehyksien takia. Suosittuja verkkosovellus-
kehyksiä ovat esimerkiksi Django, CherryPy ja Grok. Python soveltuu erinomai-
sesti raskaassakin käytössä olevien verkkosovellusten tekemiseen. Esimerkiksi 
suositut palvelut kuten Instagram, Pinterest ja Bitbucket ovat toteutettu Django-
sovelluskehyksen avulla. (Aspeli 2008; Sierociński 2014.) 
Yritykset ja organisaatiot käyttävät Pythonia paljon automaatioon ja prototyyppi-
en kehitykseen, koska sillä on nopea tehdä ja tarvittaessa prototyyppien kehi-
tystä voi jatkaa valmiiksi kokonaisuudeksi. Pythonia käytetään myös paljon mo-
nimutkaisten sisäisten järjestelmien kehittämiseen. Esimerkiksi Google, Yhdys-
valtain ilmailu- ja avaruushallinto sekä Industrial Light and Magic suosii Pytho-
nia käytettävänä ohjelmointikielenä. (Aspeli 2008.) 
Kaikkiin tehtäviin Python ei kuitenkaan ole erityisen hyvä valinta. Esimerkiksi 
työpöytäsovelluksia tehtäessä on usein järkevämpää käyttää matalamman ta-
son ohjelmointikieliä, kuten C++:aa, C#:a tai Javaa, koska niiden käyttöönottoa 
varten ei ole pakko asentaa erillisiä sovelluksia eikä sovelluksen mukana tarvit-
se toimittaa sen lähdekoodia. Pythonilla tehdyt sovellukset on mahdollista pake-
toida siten, että niiden asentaminen ei vaadi teknistä osaamista, mutta se on 
huomattavasti haastavampaa kuin matalan tason ohjelmointikielillä työskennel-
lessä. (Aspeli 2008.) 
4.3 Pythonin ominaisuudet ja suunnittelufilosofia 
Pythonin suunnittelussa on painotettu koodin luettavuutta, ohjelmoinnin haus-
kuutta ja sovelluksien siirrettävyyttä. Pythonin ydin on suunniteltu alusta lähtien 
pieneksi, jota tukee laaja standardikirjasto. Tapauskohtaisesti tarvittavat omi-
naisuudet on tuotava standardikirjastosta sovelluksen käyttöön erillisellä import-
käskyllä. (Love 2014.) 
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Python-koodista haluttiin helposti luettava. Luettavuus on toteutettu korvaamalla 
syntaksin tarpeettomat väli- ja erikoismerkit englanninkielisillä avainsanoilla. 
Koodin osien erotteluun käytetyt aaltosulkeet tai avainsanat on korvattu koodin 
sisennyksen merkityksellisyydellä. Pythonin syntaksi sallii toimintojen kirjoitta-
misen pienemmällä rivimäärällä kuin monilla muilla kielillä on mahdollista. (Van 
Rossum 2009.) 
Java: 
public class Program { 
    public static void main(String[] args) { 
        System.out.println("Hello World!"); 
    } 
} 
Python: 
print "Hello World!" 
Koodiesimerkki 4. Java- ja Python-ohjelmointikielien vertailu. 
Koodiesimerkissä 4 verrataan Java- ja Python-ohjelmointikielillä toteutettua so-
vellusta. Javassa yksinkertaisen toiminnon toteuttamista varten tarvitsee julistaa 
luokka ja main-funktio, josta sovelluksen suorittaminen aloitetaan. Esimerkin 
main-funktiossa ei ole kuin tulostuslause, joka tulostaa käyttäjälle lyhyen viestin. 
Pythonissa ei tarvitse tehdä funktioita tai luokkia esimerkin kaltaisen yksinker-
taisen tehtävän suorittamiseen, kuten Javassa. Viestin tulostamiseksi tarvitsee 
ainoastaan tulostuslauseen, joka suoritetaan kun sovellus käynnistetään. 
Pythonille on luotu viralliset parhaat toiminta- ja ajattelutavat. Parhaita tapoja on 
listattu Pythonin kehittämisehdotuksissa eli PEPeissä.  Merkittäviä PEPejä ovat 
esimerkiksi PEP 8 ja PEP 20. PEP 8 sisältää Python-koodin tyyliohjeet ja PEP 
20 sisältää hyvän Python-koodin ajattelutapaan ja -filosofiaan liittyviä lausah-
duksia. 
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5 DJANGO 
Django on Python-ohjelmointikielellä kirjoitettu verkkosovelluskehys. Se on 
suunniteltu selkeäksi ja nopeaksi alustaksi kehittää monimutkaisia ja laajoja 
verkkosovelluksia. Tämä on saavutettu painottamalla sovelluksien uudelleen-
käytettävyyttä ja toiston välttämistä. (Holovaty & Kaplan-Moss 2009.) 
5.1 Djangon historia 
Djangon kehitti The World Companyn verkkojournalismiin keskittynyt World On-
line -osasto vuosien 2003–2005 aikana. Syksyllä 2003 World Onlinen kehittäjät 
Adrian Holovaty ja Simon Willison vaihtoivat PHP-ohjelmointikielestä Pythoniin. 
Projektien edetessä he tekivät verkkokehityksessä käyttämäänsä alustaan jat-
kuvasti uusia ominaisuuksia ja parannuksia. Kesällä 2005 alusta julkaistiin 
avoimen lähdekoodin ohjelmistona Django nimen alla. Nykyään Djangon kehi-
tyksestä vastaa kansainvälinen vapaaehtoisista kehittäjistä koostuva ryhmä. 
(Django Software Foundation 2014b.) 
5.2 Arkkitehtuuri ja rakenne 
Usein sovelluskehityksessä käytetään MVC-mallia (Model-View-Controller), jos-
sa käyttöliittymätoteutuksen logiikka on jaettu kolmeen kerrokseen: malliin, nä-
kymään ja ohjaimeen. Django käyttää paljon MVC-mallin kaltaista arkkitehtuu-
ria, mutta näkymä on jaettu kahteen osaan eikä kehittäjien tarvitse välittää oh-
jaimesta lainkaan. Arkkitehtuuri Djangossa on seuraavanlainen: 
 Mallit määritellään sovelluksien models.py-tiedostoissa. Django luo mal-
leja vastaavat taulut tietokantaan. 
 Näkymä määritellään sovelluksien views.py-tiedostoissa, joissa kerrot-
taan mitä tietoa milläkin sivupohjalla näytetään. Sivupohjat ovat erillisiä 
HTML-tiedostoja, joissa on määritelty miltä näkymä näyttää. 
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 Ohjaimen eli mallien, näkymien ja sivupohjien välisen logiikkakerroksen 
toiminnasta vastaa Djangon ydin. 
(Pastor 2010; Django Software Foundation 2014b.) 
  manage.py
  project/
__init__.py
settings.py
urls.py
wsgi.py
myproject/
myapp/
__init__.py
admin.py
models.py
tests.py
views.py
 
Kuvio 1. Django-projektin oletuskansiorakenne. 
Django-projektin oletuskansiorakenne on kuviossa 1 esitetyn kaltainen. Kuvion 
tapauksessa projektin juuri sijaitsee project nimisessä kansiossa, jossa on pro-
jektin hallintaan käytettävä manage.py-tiedosto ja myproject ja myapp kansiot. 
Projektin perus-, osoite- ja palvelinasetukset sijaitsevat myproject kansiossa. 
Projektin sovellukset sijaitsevat omissa kansioissaan. Myapp kansio sisältää 
projektiin tehdyn myapp nimisen sovelluksen lähdekoodin. Uusille Django-
sovelluksille luodaan aina aluksi admin.py, models.py, tests.py ja views.py tie-
dostot, jotka sisältävät sovelluksen hallintanäkymä, mallit, testit ja näkymät. Pro-
jektin ja sovelluksien sivupohjat sijoitetaan yleensä kyseessä olevan projektin 
tai sovelluksen kansioon tehtävään templates-alikansioon. 
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5.3 Sovellukset 
Sovellukset ovat Django-yhteisön kehittäjien toteuttamia Django-projekteihin 
toteutettuja alisovelluksia, jotka voidaan asentaa tuetulla Django-versiolla teh-
tyihin projekteihin. Muiden toteuttamia sovelluksia voidaan asentaa esimerkiksi 
Pythonin pip-pakettienhallintatyökalun avulla. Sovelluksen asennuksen jälkeen 
sen asetukset pitää määritellä Django-projektin asetustiedostoon, jotta sitä voi-
daan käyttää projektissa. 
5.3.1 Django CMS 
Django CMS on Djangolle tehty avoimen lähdekoodin liitännäisiin perustuva 
sisällönhallinta- ja julkaisujärjestelmä. Sen kehittämisestä vastaa Divio. Järjes-
telmän uusin merkittävä versio 3.0 julkaistiin huhtikuussa 2014. (Django CMS 
2015; Lauber 2014.) 
Django CMS valittiin projektiin, koska siinä on paljon ominaisuuksia, joita voitiin 
hyödyntää määriteltyjen vaatimusten täyttämiseen. Näihin ominaisuuksiin sisäl-
tyy 
 helppokäyttöinen hallintapaneeli 
 nopea sivujen järjestyksen ja hierarkian hallinta 
 helppo laajennettavuus 
 liitännäiset 
 tehokkaat työkalut sisällön lisäämiseen ja muuttamiseen 
 yksinkertainen kieliversioiden hallinta. 
5.3.2 Zinnia 
Zinnia on Djangolle kehitetty avoimen lähdekoodin julkaisujärjestelmä. Sen on 
kehittänyt ranskalainen Julien Fache. (Fache 2015a; Fache 2015b.) 
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Zinnia otettiin käyttöön julkaisujärjestelmänä, koska se sisältää projektille määri-
tellyt ominaisuudet ja se on yhteensopiva Django CMS:n kanssa. Projektin kan-
nalta oleellisiin ominaisuuksiin kuuluvat esimerkiksi arkistot, kategoriat, tagit ja 
aikaleimat. 
5.3.3 South 
South on Djangoa varten tehty tietokannan muutostenhallintatyökalu. Se tukee 
yleisimpiä verkkokehityksessä käytettäviä tietokantajärjestelmiä, kuten 
MySQL:ää, PostgreSQL:ää ja SQLiteä. Southin avulla Django-sovelluksen mal-
liin tehtyjen muutosten päivittäminen tietokantaan onnistuu kahdella komennolla 
ja siten nopeuttaa kehitystyötä huomattavasti. (South 2015.) 
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6 TOTEUTUS 
6.1 Suunnittelu 
Opinnäytetyön tarkoituksena oli suunnitella ja toteuttaa helppokäyttöinen verk-
kosivusto, jossa on sisällönhallinta- ja julkaisujärjestelmä, joka vaatisi sivustolle 
sisään kirjautumista. Kaikkea sivustolla olevaa sisältöä tuli pystyä muuttamaan 
hallintapaneelin kautta. Lisäksi sivustolle haluttiin mahdollisuus näyttää RSS-
syötteestä haettavaa tietoa tarvittaessa. Sivuston tuli olla lähes täysin laiteriip-
pumaton sivuston kävijälle, mutta sisällönhallintaa varten riitti tuki yleisimmille 
tietokoneella käytettäville selaimille. 
Projekti päätettiin toteuttaa Django-sovelluskehyksellä, koska siinä on helppo-
käyttöinen hallintapaneeli, johon voi nopeasti lisätä käyttöliittymät tarvittaville 
tapauskohtaisille sovelluksille. Sivuston laiteriippumattomuutta varten sivustolle 
otettiin käyttöön Bootstrap, koska se tukee kattavasti eri mobiililaitteita, tablette-
ja ja selaimia. Bootstrapin avulla sivustosta pystyy tekemään responsiivisen, eli 
sivuston ulkoasu mukautuu käytettävän laitteen näytön koon mukaan. 
Sisällönhallintaa ja julkaisujärjestelmää varten projektiin valittiin Django CMS ja 
Zinnia. Django CMS sopi projektin määrittelyn sisällönhallinnan asemaan lähes 
täydellisesti, mutta Zinnia sisälsi joitakin turhia ominaisuuksia, jotka piti poistaa 
käytöstä. Zinnia valittiin projektiin, koska turhien ominaisuuksien poiskytkemi-
nen siitä olisi helpompaa kuin toisiin julkaisujärjestelmiin niistä puuttuvien omi-
naisuuksien tekeminen. 
6.2 Kehitysympäristö 
Projektin kehitystä varten asennettiin virtuaalinen Ubuntu Server 14.04 -käyttö-
järjestelmä. Virtuaalikone konfiguroitiin siten, että siihen pystyi ottamaan yhtey-
den SSH:lla, sen sisältämiä tiedostoja pystyttiin muokkaamaan isäntäkoneelta 
ja sen localhostiin tarjoiltavaa verkkosivustoa pystyttiin katselemaan isäntäko-
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neen selaimella. Virtuaalikoneelle asennettiin MySQL, jota aiottiin käyttää sivus-
ton tietokantana. MySQL valittiin tietokannaksi, koska Djangon tukemista tieto-
kannoista sen käytöstä oli eniten käytännön kokemusta. 
Pythonin virtual environmentilla luotiin projektikohtainen Python-ympäristö, jon-
ka avulla projektin vaatimat sovellukset pystyttiin pitämään erillään järjestelmän 
sovelluksista. Projektin lähdekoodin versionhallintaan käytettiin Git-
versionhallintatyökalua ja Bitbucket-palvelua. 
6.3 Käyttöliittymä ja ulkoasu 
Sivuston käyttöliittymän ja ulkoasun toteutusta varten sivustosta tehtiin ensin 
Photoshop-kuvankäsittelyohjelmalla raakaversio (kuva 2), jonka tekemisen jäl-
keen sen pohjalta alettiin tehdä sivuston todellista rakennetta HTML:llä ja Les-
sillä. Raakaversiota tehdessä otettiin huomioon F-mallin mukainen sisällön 
asettelu sekä sivuston käytettävyys ja käyttäjien toimintatavat. 
Navigaation taustalle haluttiin suuri kansikuva, joka näkyy ensimmäisenä sivulle 
saavuttaessa. Nielsen Norman Groupin tekemän tutkimuksen mukaan kuvilla ei 
ole sivuston käytettävyyden tai tiedonhaun kannalta suuria vaikutuksia, sillä 
käyttäjät eivät kiinnitä kuviin paljon huomiota tietoa etsiessään. Sivuston muu 
ulkoasu ja rakenne pyrittiin pitämään mahdollisimman yksinkertaistettuna, jotta 
sivuston käyttäjät eivät mene sekaisin vaihtoehtojen suuresta määrästä tai si-
vuston epäloogisuudesta. 
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Kuva 2. Sivuston ulkoasun raakaversio. 
Sivuston käyttöliittymän tärkein osa on navigaatio ja sen selkeys ja toimivuus. 
Navigaation taustalla olevan suuren kansikuvan ongelma on navigaation laaje-
neminen ja varsinaisen sisällön siirtyminen sivun pohjalle. Sisältösivuilla navi-
gaation kansikuvan korkeutta pienennettiin noin puolella, jotta käyttäjien huomio 
pysyy sisällössä navigaation sijasta. Kansikuvan ei tarvitse olla muilla sivuilla 
yhtä suuri kuin etusivulla, koska sen tarkoitus on herättää kiinnostusta sivustolle 
saavuttaessa. 
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Kuva 3. Sivuston testiversion normaali etusivu. 
Mobiililaitteiden käytettävyyttä varten navigaatiosta tehtiin kosketuslaitteita ja 
pieniä näyttöjä varten oma avattava versio, joka toimii paremmin kosketuslait-
teiden käyttötavan kanssa. Kuvassa 3 on sivuston testiversion normaali etusivu 
ja kuvassa 4 sivun pienillä näytöillä näytettävä versio. 
Suurilla näytöillä näytettävän version navigaatio on yksinkertainen valkoisella 
taustalla oleva sivulistaus kansikuvan vasemmassa ylänurkassa. Sivujen alasi-
vut saadaan näkyviin pääsivun linkin vieressä olevasta nuolesta. Mobiililaitteilla 
navigaatio on sivun ylälaidassa oleva palkki, jota painamalla sivulistaus avautuu 
pystysuunnassa käyttäjän näkyville. Mobiililaitteiden navigaatio päätettiin piilot-
taa alkutilanteessa, koska pystysuora sivulistaus vie paljon tilaa ja se kohdistaa 
käyttäjän huomion sisällön kannalta väärään paikkaan sivustolle saavuttaessa. 
Mobiililaitteilla sisältö on aseteltu päällekkäin ja suurilla näytöillä sisältö on pals-
toitettu, koska tekstirivin pituus säilyy tällöin luettavuuden kannalta sopivana. 
Liian pitkä tai lyhyt yksittäinen rivi voi olla hankala lukea. 
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Kuva 4. Sivuston testiversion pienillä näytöillä näytettävä versio etusivusta. 
Sivuston asettelu mukautuu responsiivisesti älypuhelimien näytöllä näytettäväs-
tä kapeasta versiosta tietokoneen näytöllä näytettäväksi leveäksi kokonaisuu-
deksi. 
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6.4 Sisällönhallinta 
Sivuston sisällönhallinta toteutettiin projektiin asennetulla Django CMS:llä. Sen 
avulla sivuston hallinnoija pystyy lisäämään ja poistamaan sivuja sekä hallitse-
maan sivujen sisältöpaikkojen sisältöä. Sivuille pystytään tekemään alasivuja ja 
niille voidaan asettaa julkaisun alkamis- ja loppumisajankohta. Sivujen järjestys-
tä ja hierarkiaa voidaan muuttaa hallintapaneelista (kuva 5). 
 
Kuva 5. Hallintapaneelin näkymä Django CMS:n sivuille. 
Sisällönhallinnan kautta julkiseksi asetetut sivut tulevat automaattisesti näkyviin 
sivuston navigaatioon. Sisään kirjautunut käyttäjä voi siirtyä julkaisemattomille 
sivuille muokkaustilassa ja tehdä muutoksia sivuston sisältöpaikkoihin sijoitettu-
jen liitännäisten sisältöön. Muokkaustilassa sivusto asetetaan taka-alalle ja si-
sällön tilalla näytetään sisältöpaikkojen hallintatyökalut (kuva 6). 
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Kuva 6. Sisällönhallinnan muokkaustila. 
Sisältöpaikkojen hallinnan kautta sisältöpaikkoihin voidaan asettaa uusia liitän-
näisiä ja muokata vanhojen liitännäisten sisältöä. 
6.5 Julkaisujärjestelmä 
Sivustolle haluttu julkaisujärjestelmä toteutettiin Zinnian avulla. Projektiin sisälly-
tettiin Zinnian Django CMS-liitännäinen julkaisujärjestelmän ja sisällönhallinnan 
yhteistoimintaa varten. Liitännäisen avulla sisällönhallinnassa tehdylle sivulle 
voidaan asettaa sovellukseksi Zinnia. Asetetun sovelluksen näkymä korvaa si-
vun tavallisen näkymän. 
Zinnian avulla julkaisut tarvitsee kirjoittaa vain kerran. Julkaisua ei tarvitse sijoit-
taa erikseen haluttuihin paikkoihin, vaan järjestelmä tekee sen automaattisesti 
heti, kun kirjoitettu julkaisu on valmis. Tehdyn sivuston tapauksessa kirjoitetut 
julkaisut näkyvät arkistoissa, kategoria- ja tagilistauksessa sekä viimeisimmissä 
kirjoituksissa. 
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Zinnian toiminnallisuuksia jouduttiin poistamaan, koska ne eivät olleet tarpeelli-
sia tehdyssä projektissa. Poistetut toiminnallisuudet olivat arkistointiin liittyviä, 
kuten julkaisuiden kirjoittaja-, viikko- ja päiväarkisto. Arkistot poistettiin käytöstä, 
koska sivustolla on vain yksi kirjoittaja ja suunnitellulla julkaisutahdilla vuosita-
son arkistointi on riittävä. 
6.6 RSS-lukija 
RSS-syötteestä haettavaa tietoa varten projektiin jouduttiin toteuttamaan räätä-
löity sovellus, joka erittelee saatavasta syötteestä halutun tiedon tietokantaan. 
Sovellukselle toteutettiin liitännäinen sisällönhallintajärjestelmään, jotta sen pys-
tyi halutessa lisäämään ja poistamaan sivuilta. Lukijan tekeminen aloitettiin ku-
viossa 2 olevan luokkakaavion piirtämisellä. Luokkakaaviosta ilmenee RSS-
lukijan tietokantamallit, niiden sisältämä tieto ja mallien välinen yhteys.  
ID (PrimaryKey)
TITLE (CharField)
PUB_DATE (DateTimeField)
URL (CharField)
URL_TITLE (CharField)
ICON (CharField)
AUTHOR (ForeignKey(USER))
FEEDITEM
ID (PrimaryKey)
USERNAME (CharField)
URL (CharField)
USER
HAS
1
1..*
 
Kuvio 2. RSS-lukijan luokkakaavio. 
class User(models.Model): 
    username = models.CharField(_(u"Username"), max_length=255) 
    url = models.CharField(_(u"Profile url"), max_length=450) 
 
    def __unicode__ (self): 
        return self.username 
 
class FeedItem(models.Model): 
    title = models.CharField(_(u"Title"), max_length=350) 
    publish_date = models.DateTimeField( 
        _(u"Date"), blank=True, null=True, db_index=True 
    ) 
    url = models.CharField( 
        _(u"Url"), max_length=450, blank=True, null=True 
    ) 
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    url_title = models.CharField( 
        _(u"Url title"), max_length=255, blank=True, null=True 
    ) 
    icon = models.CharField( 
        _(u"Entry type"), max_length=60, null= True 
    ) 
    author = models.ForeignKey(User) 
 
    def __unicode__(self): 
        return self.title 
 
    class Meta: 
        ordering = ("publish_date",) 
Koodiesimerkki 5. Luokkakaavion pohjalta tehdyt mallit. 
Luokkakaavion pohjalta toteutettiin koodiesimerkissä 5 oleva tietokantamalli. 
Malli koostuu kahdesta luokasta jotka vastaavat yhtä tietokannan taulua. User- 
ja FeedItem-luokat sisältävät tietokantataulun sarakkeita vastaavat muuttujat. 
Muuttujille on asetettu taulun sisällön tyyppiä vastaavat kenttäluokat, jotta halut-
tu tieto käsitellään sen tyypille sopivalla tavalla. Luokkien __unicode__-funktio 
hakee ja palauttaa luokan helppolukuisen kuvauksen kyseessä olevasta in-
stanssista. FeedItem-luokan Meta-alaluokka sisältää tiedon usean instanssin 
järjestyvän julkaisuajankohdan mukaan. 
Syötteen hakua ja tiedon erittelyä varten tehtiin toiminnallisuus, joka hakee 
syötteestä halutut tiedot ja tallentaa ne tietokantaan. Tietoa ei kuitenkaan tal-
lenneta, jos se on jo olemassa tietokannassa. Helpoin tapa syötteen hakemi-
seksi oli tehdä sovellukseen komentoriviltä suoritettava komento ja ajastaa se 
suoritettavaksi esimerkiksi tunnin välein, koska syötteen päivittymisestä ei saa-
da mitään ilmoitusta. Djangossa on tarkoitukseen hyvin soveltuva mahdollisuus 
tehdä omia manage.py -komentoja, joilla voi hallita sovellusta komentoriviltä. 
Koodiesimerkissä 6 oleva manage.py -komennon perusrakenne sisältää Pytho-
nin import-lauseen joka tuo koodin käyttöön Djangon pohjakomentoluokan. Ma-
nage.py komennon tulee sisältää Command-luokka. Luokka sisältää handle-
funktion, joka suoritetaan ensimmäisenä, kun komento suoritetaan. 
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from django.core.management.base import BaseCommand 
 
class Command(BaseCommand): 
    help = "Help text." 
 
    def handle(self, *args, **kwargs): 
        self.stdout.write("This is a manage.py command.") 
Koodiesimerkki 6. Yksinkertainen manage.py -komento. 
RSS-lukijan tietokantaan hakema tieto näytetään sivuilla liitännäisen avulla. Kun 
liitännäinen lisätään sivuille hallintapaneelin kautta, sen tiedot tallennetaan tie-
tokantaan. Sivua ladatessa Django tekee tietokantakyselyn näkymän sisällöstä 
ja saa tiedon sisällönhallinnan liitännäisistä. Liitännäiset käsittelevät mallin tie-
don oman liitännäisnäkymän kautta sivuille näkyviin. Jos liitännäinen poistetaan 
sivuilta, Django ei saa tietokannasta tietoa liitännäisen olemassaolosta eikä sitä 
näytetä. 
def context_for_entries(model, limit): 
    entry = model.objects.all() 
    qs = sorted( 
        entry, 
        key=lambda instance: instance.publish_date, 
        reverse=True 
    ) 
    return {'latest_entries': list(qs[:limit])} 
def has_entries(entry_context): 
    return bool(entry_context) 
class FeedCMSPlugin(CMSPluginBase): 
    model = FeedPlugin 
    module = _(u"RSS reader") 
    name = _(u"RSS Feed") 
    render_template = "rss_reader/feed_plugin.html" 
 
    def render(self, context, instance, placeholder): 
        context.update(context_for_entries( 
            FeedItem, 
            instance.limit 
        )) 
        context['has_entries'] = has_entries( 
            context['latest_entries'] 
        ) 
        return context 
Koodiesimerkki 7. RSS-lukijan liitännäisen näkymä. 
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Koodiesimerkin 7 liitännäisnäkymä hakee koodiesimerkin 8 sivupohjalle kon-
tekstin, josta Django luo selaimelle välitettävän HTML-dokumentin osan. Näky-
mä on määritelty FeedCMSPlugin-luokassa, joka sisältää liitännäisen toiminnan 
kannalta oleelliset tiedot mallista ja sivupohjasta. Luokan render-funktiossa 
määritellään muut sivupohjan käytössä olevat tiedot. Käytössä olevien tietojen 
saamiseen käytetään luokan ulkopuolella määriteltyjä apufunktioita.  
<div class="feed-entries"> 
    {% if has_entries %} 
        {% for entry in latest_entries %} 
            <div class="feed-entry"> 
                <span class="timestamp"> 
                    {% localtime on %} 
                        {{ entry.publish_date|naturaltime }} 
                    {% endlocaltime %} 
                </span> 
                <span class="action-icon {{ entry.icon }}"></span> 
                <span class="title"> 
                    <a href="{{ entry.author.url }}"> 
                        {{ entry.author.username }} 
                    </a> 
                    {{ entry.title }} 
                    <a href="{{ entry.url }}"> 
                        {{ entry.url_title }} 
                    </a> 
                </span> 
            </div> 
        {% endfor %} 
    {% else %} 
        <div class="no-entries"> 
            {% trans "It seems there's nothing here." %} 
            <span>:-/</span> 
        </div> 
    {% endif %} 
</div> 
Koodiesimerkki 8. RSS-lukijan sivupohja. 
Djangon sivupohjilla voi käyttää rajoitettuja funktioita, toisto- ja ehtolauseita nä-
kymän tarjoaman tiedon käsittelyyn. Funktiot ja lausekkeet sijoitetaan kaarisul-
keiden ja prosenttimerkkien sisään. Kaksien kaarisulkeiden sisällä olevat osoit-
timet tulostavat kontekstin sisältämän tiedon HTML-dokumentille.  
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Liitännäiseen perustuva ratkaisu soveltui hyvin RSS-lukijan toteutukseen, sillä 
sen avulla syötteen näyttämisestä saatiin tehtyä helposti ja nopeasti hallittava 
pienellä vaivalla. 
6.7 Kokonaisuuden ja valintojen onnistuminen 
Kokonaisuutena projekti onnistui hyvin. Tehty sivusto täyttää määrittelyvaihees-
sa asetetut tavoitteet ja eikä teknologiavalinnat aiheuttaneet suuria ongelmia 
sivuston kehitysvaiheessa. Pythonilla ohjelmointi Djangon päälle osoittautui 
suhteellisen yksinkertaiseksi ja yllättävän nopeaksi tehtäväksi Djangon kattavan 
dokumentaation ansiosta. 
Kehitysvaiheen ainoat ongelmat esiintyivät Zinnian ominaisuuksia karsiessa, 
koska siitä löytyi heikosti dokumentaatiota tai keskustelua. Zinnian osittaisen 
sopimattomuuden takia olisi voinut olla järkevää tehdä sivustoa varten räätälöity 
julkaisujärjestelmä, joka tukeutuisi vahvasti Django CMS:n liitännäisiin. Zinnia 
kuitenkin suoriutuu tehtävästä melko hyvin, vaikka sitä pitikin karsia tarpeisiin 
sopivaksi. 
Djangon valinta projektiin oli lopulta hyvä päätös, koska määriteltyjen toiminnal-
lisuuksien tekeminen onnistui helposti ja nopeasti. Suurimmat yksittäiset itse 
toteutetut osat sivustoa ovat RSS-lukija ja sivuston ulkoasun tyylit eli Lessit. 
Suurin osa projektista pohjautuu muiden tekemiin sovelluksiin. 
Django ei välttämättä olisi ollut tarpeellinen sivuston tekemiseen, jos projekti 
olisi ollut pienempi. Yksinkertaisemmassa projektissa sovelluskehyksellä ei vält-
tämättä ole paljon tarjottavaa. 
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7 YHTEENVETO 
Projektin tavoitteena oli saada verkkosivusto julkaisuvalmiuteen opinnäytetyön 
tekemisen aikana. Sivusto tuli valmiiksi ja sen julkaisu tulee tapahtumaan kesän 
2015 aikana. 
Opinnäytetyön tuloksena saatiin aikaan helppokäyttöinen verkkosivusto, joka on 
lähes täysin laiteriippumaton ja sivuston hallinnoijan hallittavissa ilman koodin 
muuttamista. Sivusto toteutettiin Python-ohjelmointikielellä Django-
sovelluskehyksen päälle. Djangon valinta nopeutti sivuston tekemistä, koska 
verkkosivuston perustoiminnallisuus on siinä jo valmiiksi tehty, eikä projektin 
todellinen aloittaminen vaatinut kuin tietokannan asetusten lisäämisen asetus-
tiedostoon ja Djangon tietomallin synkronoivan komennon suorittamisen. Pro-
jektin toiminnallisuus tehtiin Djangon alisovelluksissa, kuten Django CMS:ssä ja 
Zinniassa. Projektiin pystyy tarpeen mukaan lisäämään ja tekemään uusia so-
velluksia samalla tavalla kuin kehitysvaiheessa jättäen hyvät mahdollisuudet 
jatkokehitykselle. 
Sivuston sisällönhallinnan toteuttamiseen käytettiin Djangolle kehitettyä Django 
CMS -sovellusta ja julkaisujärjestelmän toiminnallisuus tehtiin Zinnia-
sovelluksen avulla. Sivustolle haluttujen tapauskohtaisten vaatimusten täyttämi-
seksi kehitettiin Django-sovellukset, jotka suoriutuvat vaadituista toiminnalli-
suuksista. Sivuston ulkoasun laiteriippumattomuuden toteuttamiseen käytettiin 
Bootstrap-kehystä responsiivisen ulkoasun tekemisen nopeuttamiseksi. 
Todella yksinkertaisen verkkosivuston tekemiseen Django ei välttämättä ole 
tarpeellinen. Django on parhaimmillaan nopealla aikataululla tehtävissä tapaus-
kohtaisissa monimutkaisissa verkkosovelluksissa tai -sovellusryhmissä. Yksin-
kertaiset verkkosivustot, jotka eivät vaadi tietokantaa ja paljon palvelimella suo-
ritettavaa koodia on järkevämpi ja nopeampi tehdä muita tekniikoita käyttäen, 
koska Djangoa ei ole suunniteltu tai tarkoitettu sellaiseen. 
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