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Resumo Um CRDT e´ um tipo de dados que pode ser replicado e modi-
ficado concorrentemente sem coordenac¸a˜o, garantindo-se a convergeˆncia
das re´plicas atrave´s da resoluc¸a˜o automa´tica de conflitos. Cada CRDT
implementa uma pol´ıtica espec´ıfica para resolver conflitos. Por exem-
plo, um conjunto CRDT add-wins da´ prioridade ao add aquando da
execuc¸a˜o concorrente dum add e remove do mesmo elemento. Em algu-
mas aplicac¸o˜es pode ser necessa´rio usar diferentes pol´ıticas para diferen-
tes execuc¸o˜es de uma operac¸a˜o – por exemplo, uma aplicac¸a˜o que utilize
um conjunto CRDT add-wins pode querer que alguns removes ganhem
sobre adds concorrentes. Neste artigo e´ apresentado e avaliado o desenho
dum conjunto CRDT que implementa as semaˆnticas referidas.
1 Introduc¸a˜o
Hoje em dia muitos servic¸os de larga escala sa˜o hospedados na Internet, tendo
alguns deles milho˜es de utilizadores dia´rios. De modo a tolerar falhas e providen-
ciar acesso ra´pido, esses servic¸os precisam de replicar os seus dados por diversos
centros de dados. Num mundo perfeito, os servic¸os teriam consisteˆncia forte, alta
disponibilidade e toleraˆncia a partic¸o˜es da rede. Infelizmente, o teorema CAP [6]
afirma que e´ imposs´ıvel fornecer estas treˆs garantias simultaneamente.
Tendo em conta esta limitac¸a˜o, muitos sistemas preferem focar-se em forne-
cer alta disponibilidade e tolerar partic¸o˜es na rede, sacrificando a consisteˆncia
forte. Tipicamente esses sistemas oferecem antes uma forma de consisteˆncia fraca
denominada de consisteˆncia eventual, a qual apenas garante que, eventualmente,
todas as re´plicas convergem para o mesmo estado. Este modelo permite que as
operac¸o˜es sejam executadas concorrentemente em diferentes re´plicas, sem ser
necessa´rio sincronizac¸a˜o. Contudo, as operac¸o˜es concorrentes precisam de ser
combinadas de modo a garantir convergeˆncia de estado.
Uma poss´ıvel soluc¸a˜o e´ usar os Tipos de Dados Replicados sem Conflitos
(CRDTs) [9], sendo que estes fornecem por construc¸a˜o uma pol´ıtica de resoluc¸a˜o
de conflitos. Os CRDTs permitem que as operac¸o˜es executem localmente na
re´plica fonte e que estas sejam propagadas assincronamente para as re´plicas
remotas. Existem va´rios CRDTs que representam tipos de dados diferentes, como
por exemplo contadores, mapas, conjuntos, listas [8, 9].
Os CRDTs fornecem uma pol´ıtica de resoluc¸a˜o de conflitos determin´ıstica
de modo a poderem lidar com operac¸o˜es concorrentes que na˜o comutam de
forma natural. Por exemplo, um conjunto CRDT provideˆncia duas operac¸o˜es:
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add(e) adiciona o elemento e ao conjunto; e remove(e) remove o elemento e do
conjunto. Contudo, as operac¸o˜es de adic¸a˜o e remoc¸a˜o do mesmo elemento na˜o
sa˜o comutativas. Como tal, e´ necessa´rio arbitrar um estado final para o objeto
para quando essas operac¸o˜es sa˜o executadas concorrentemente. Uma poss´ıvel
semaˆntica de concorreˆncia, conhecida como add-wins (resp. remove-wins), e´ de
dar prioridade a` operac¸a˜o de adic¸a˜o (resp. remoc¸a˜o), ou seja, o elemento ficar
presente (resp. na˜o ficar presente) no conjunto.
Apesar de uma pol´ıtica add-wins poder ser adequada para algumas aplicac¸o˜es
outras podem, contudo, preferir uma pol´ıtica remove-wins. Outras podem ainda
querer a possibilidade de usar ambas as pol´ıticas para diferentes elementos ou
situac¸o˜es. Por isso, neste trabalho, propomos um conjunto CRDT que fornece,
simultaneamente, as pol´ıticas add-wins e remove-wins.
1.1 Exemplos de utilizac¸a˜o
S = {Bob, Alice} S = {Bob, Alice}
R1 R2
Alice Bob 
Figura 1: Servic¸o de conversa online, com dois utilizadores e dois servidores. O
conjunto S representa os utilizadores online.
Servic¸o de conversa online. Para ilustrar a aplicabilidade do CRDT proposto,
considere-se um servic¸o que disponibiliza uma sala de conversa online
O servic¸o mante´m nas va´rias re´plicas um conjunto S que indica quais os
utilizadores que esta˜o atualmente online, sendo apenas necessa´rio cada cliente
estar ligado a um dos servidores para ser considerado como online. Quando um
utilizador se (re)conecta a um servidor, e´ realizado um add em S. Um remove e´
executado quando a conexa˜o e´ perdida ou o utilizador faz logout.
S = {Alice} S = {Bob, Alice}
R1 R2
Login() 
Conexão 
perdida 
S = {Bob, Alice} S = {Bob, Alice}
R1 R2
Sync 
Alice Alice Bob Bob 
Figura 2: Situac¸a˜o em que existe uma perda de ligac¸a˜o e uma nova ligac¸a˜o con-
correntemente. Aplicando a pol´ıtica add-wins, o Bob continua online.
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S = {Bob, Alice} S = {Alice}
R1 R2
Alice Bob 
Conexão 
regenerada 
Logout()
S = {Bob, Alice} S = {Bob, Alice}
R1 R2
Sync 
Alice Bob 
Figura 3: Situac¸a˜o em que existe uma regenerac¸a˜o de uma ligac¸a˜o e um logout
concorrentemente. Aplicando a pol´ıtica add-wins, o Bob continua online.
Considere-se agora as seguintes situac¸o˜es:
– A conexa˜o do Bob a` replica R1 e´ perdida (remove). Concorrentemente, o
Bob liga-se a` replica R2 (add). Quando as re´plicas sincronizarem, se for
aplicada a pol´ıtica add-wins, o Bob fica como online, conforme e´ pretendido
(Figura 2). Se fosse aplicada a pol´ıtica remove-wins, o Bob ficaria como
offline, o que na˜o seria correto;
– Depois da situac¸a˜o acima referida, a conexa˜o do Bob a` replica R1 regenera
(add). Concorrentemente, o Bob realiza um logout na re´plica R2 (remove).
Quando as re´plicas sincronizarem, se for aplicada a pol´ıtica add-wins o Bob
fica como online, mesmo ja´ na˜o estando a utilizar o servic¸o (Figura 3). Neste
cena´rio, seria deseja´vel que fosse aplicada a pol´ıtica remove-wins.
Em suma, as duas situac¸o˜es constituem um caso onde e´ vantajoso ter um con-
junto CRDT que fornec¸a tanto a pol´ıtica add-wins como remove-wins.
Servic¸o com super utilizador. Outro cena´rio no qual um conjunto CRDT com
ambas as pol´ıticas e´ u´til consiste num servic¸o no qual existam utilizadores espe-
ciais cujas operac¸o˜es teˆm maior prioridade em relac¸a˜o a`s dos outros utilizadores.
Para exemplificar este cena´rio, considere-se um servic¸o que controla quais os
utilizadores que teˆm acesso a uma pasta partilhada pelo dono da mesma. As-
sumindo que se pretende que certos utilizadores (definidos pelo dono) possam
convidar outros, e´ deseja´vel que quando o dono remove o acesso a um utili-
zador, esta remoc¸a˜o na˜o seja sobreposta por uma adic¸a˜o desse utilizador. Por
outro lado, quando dois utilizadores que na˜o sejam o dono adicionam e removem
concorrentemente o mesmo utilizador, e´ prefer´ıvel que esse utilizador fique com
acesso a` pasta. Em suma, um conjunto CRDT com ambas as pol´ıticas e´ ade-
quado a situac¸o˜es onde se pretenda que certos utilizadores (elementos) tenham
prioridade diferente dos restantes utilizadores (elementos) aquando da execuc¸a˜o
das suas operac¸o˜es.
1.2 Contribuic¸o˜es
Tendo como motivac¸a˜o o exemplo apresentado na Secc¸a˜o 1.1, neste trabalho
fazemos as seguintes contribuic¸o˜es:
– A proposta de um mecanismo para suportar mu´ltiplas pol´ıticas no mesmo
CRDT, atrave´s da adic¸a˜o de operac¸o˜es extra;
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– Duas definic¸o˜es state-based (uma delas otimizada) e op-based de um con-
junto CRDT que fornece as pol´ıticas add-wins e remove-wins;
– Uma avaliac¸a˜o experimental do CRDT proposto, sendo comparado o seu
desempenho com CRDTs similares.
O resto do artigo organiza-se nas seguintes secc¸o˜es: as Secc¸o˜es 2 e 3 apre-
sentam, respectivamente, as especificac¸o˜es e a avaliac¸a˜o experimental do CRDT
proposto; a Secc¸a˜o 4 compara com trabalho relacionado; por u´ltimo a Secc¸a˜o 5
resume os contributos do artigo e aponta alguns to´picos a explorar no futuro.
2 Conjunto remove&add-wins CRDT
Especificac¸a˜o: Para criar um conjunto remove&add-wins CRDT e´ necessa´rio
sinalizar quais as operac¸o˜es de remoc¸a˜o que ganham sobre as de adic¸a˜o. Uma
possibilidade e´ estender a interface do conjunto com uma operac¸a˜o adicional de
remoc¸a˜o, removeWins(e). Assim, o conjunto remove&add-wins CRDT tem uma
interface com treˆs operac¸o˜es: (i) removeWins(e), para remover o elemento e com
ma´xima prioridade; (ii) add(e), para adicionar o elemento e; e (iii) remove(e),
para remover o elemento e.
Para um dado conjunto de operac¸o˜es O, e considerando a relac¸a˜o de happens-
before [7] estabelecida entre as operac¸o˜es, e´ poss´ıvel definir de modo preciso o
estado do conjunto como sendo:
{ e | ∃ add(e) ∧ (@ remove(e) | add(e) ≺ remove(e))
∧ (∀ removeWins(e) | removeWins(e) ≺ add(e)) }
Um elemento e pertence ao conjunto se existir uma operac¸a˜o de add(e) para
a qual: (i) na˜o existe nenhum remove(e) que tenha acontecido depois do add(e);
e (ii) todos as operac¸o˜es de removeWins(e) aconteceram antes do add(e).
Desenho: Um dos CRDTs presente na literatura que implementa a pol´ıtica
add-wins e´ o Observed-Remove Set (OR-Set), introduzido por Shapiro et. al. [9].
Neste CRDT, quando um elemento e´ adicionado, um identificador u´nico e´ criado
e associado ao elemento. No remove, todos os identificadores u´nicos associados a
esse elemento que sa˜o conhecidos na replica fonte sa˜o marcados como removidos.
Com esta abordagem, se acontecer um add e remove concorrentes para o mesmo
elemento, como o remove na˜o viu o identificador u´nico associado ao add , esse
identificador u´nico na˜o e´ marcado como removido e, por isso, o elemento continua
no conjunto.
A intuic¸a˜o por detra´s do nosso conjunto remove&add-wins CRDT e´ simi-
lar, mas estendendo a associac¸a˜o de identificadores u´nicos tanto ao removeWins
como ao add . Assim, de modo a que o removeWins ganhe sobre um add concor-
rente, gera-se um identificador removeWins u´nico no removeWins e marcam-se
todos estes identificadores u´nicos conhecidos para remoc¸a˜o no add . Para que o
add ganhe sobre um remove concorrente, gera-se um identificador add u´nico no
add e marcam-se os identificadores u´nicos conhecidos para remoc¸a˜o no remove.
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Seguindo a especificac¸a˜o apresentada anteriormente, um elemento estara´ no
conjunto se existir um identificador add u´nico que na˜o tenha sido marcado para
remoc¸a˜o por um remove e se na˜o existir nenhum identificador removeWins u´nico
que na˜o tenha sido marcado por remoc¸a˜o por algum add .
No Algoritmo 1 apresentamos uma especificac¸a˜o state-based na˜o otimizada
que implementa a referida ideia. O estado e´ composto por: (i) mapa R que
mante´m, para cada elemento, os identificadores u´nicos criados por uma operac¸a˜o
removeWins; (ii) mapa A que mante´m, para cada elemento, os identificadores
u´nicos criados por uma operac¸a˜o add ; (iii) conjunto T que mante´m os iden-
tificadores u´nicos marcados para remoc¸a˜o quer por uma operac¸a˜o de add ou
remove.
A operac¸a˜o removeWins(e) gera um identificador u´nico e adiciona-o ao mapa
R, o qual e´ usado para que o removeWins ganhe sobre um add concorrente.
A operac¸a˜o add(e) gera um identificador u´nico e adiciona-o ao mapa A, o
qual e´ usado para que o add ganhe sobre um remove concorrente. Para ale´m
disso, tambe´m adiciona todos identificadores u´nicos associados ao elemento e
do mapa R ao conjunto de identificadores u´nicos removidos (T ). Isto permite
cancelar os efeitos dos removeWins que aconteceram antes do add .
A operac¸a˜o remove(e) adiciona todos identificadores u´nicos associados ao
elemento e do mapa A ao conjunto dos identificadores u´nicos removidos (T ).
Isto permite cancelar os efeitos dos add que aconteceram antes do remove.
Nesta versa˜o na˜o otimizada, a operac¸a˜o de merge simplesmente junta o estado
dos mapas R e A e do conjunto T de ambas as re´plicas.
A operac¸a˜o de lookup(e) considera que um elemento e esta´ no conjunto se:
(i) todos os identificadores u´nicos em R[e] tiverem sido removidos (esta˜o em T );
(ii) existe pelo menos um identificador u´nico em A[e] que na˜o foi removido (ou
seja, na˜o esta´ em T ).
O conjunto remove&add-wins state-based comporta-se como um conjunto se-
quencial para operac¸o˜es sequenciais. Operac¸o˜es concorrentes em elementos dife-
rentes comutam naturalmente. Para operac¸o˜es concorrentes no mesmo elemento,
o removeWins ganha sobre add concorrentes que, por sua vez, ganha sobre re-
move concorrentes. A convergeˆncia eventual e´ garantida desde que o grafo for-
mado pela sincronizac¸a˜o das re´plicas seja conexo – nenhuma informac¸a˜o e´ alguma
vez apagada.
A especificac¸a˜o op-based do conjunto remove&add-wins encontra-se no Al-
goritmo 2. A especificac¸a˜o usa a mesma aproximac¸a˜o da versa˜o state-based, mas
explora o facto das operac¸o˜es serem entregues por ordem causal para remover
imediatamente dos mapas R e A os identificadores u´nicos, dado que em qual-
quer re´plica uma operac¸a˜o que remova um dado identificador u´nico e´ executada
sempre apo´s ter sido executada a operac¸a˜o que o criou.
2.1 Versa˜o otimizada
A versa˜o apresentada do conjunto remove&add-wins na˜o esta´ otimizada, visto
que os identificadores u´nicos que sa˜o adicionados nunca sa˜o removidos do estado
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Algoritmo 1 Conjunto remove&add-wins state-based
1: payload map R, map A, set T
2: R: removeWins elements 7→ set of unique ids
3: A: add elements 7→ set of unique ids
4: T : removed unique ids
5: query lookup (element e) : boolean b
6: let b = (R[e] \ T = ∅ ∧A[e] \ T 6= ∅) . Todos removeWins foram sobrepostos
por add e existe pelo menos um identificador u´nico em A que na˜o foi removido.
7: update add (element e)
8: let u = unique() . unique: gera um identificador u´nico
9: A[e].add(u)
10: T.add(R[e])
11: update remove (element e)
12: pre lookup(e) . Apenas remove o elemento se existir
13: T.add(A[e])
14: update removeWins (element e)
15: let u = unique() . unique: gera um identificador u´nico
16: R[e].add(u)
17: merge (X, Y ) : payload Z
18: let ∀e∈dom(X.R ∪ Y.R) : Z.R[e]=X.R[e] ∪ Y.R[e]
19: let ∀e∈dom(X.A ∪ Y.A) : Z.A[e]=X.A[e] ∪ Y.A[e]
20: let Z.T = X.T ∪ Y.T
do CRDT. Seguindo a abordagem proposta por Bieniusa et. al. [2] apresenta-se
no Algoritmo 3 a versa˜o otimizada do conjunto remove&add-wins.
O objetivo por detra´s da versa˜o state-based otimizada e´ que, a` medida que
as operac¸o˜es va˜o sendo executadas, os identificadores u´nicos sejam removidos,
como na versa˜o op-based. Seria, por isso, deseja´vel que, na remoc¸a˜o, fosse poss´ıvel
apagar do estado os identificadores u´nicos que esta˜o a ser removidos. Assim, o
CRDT seria mais eficiente em termos de espac¸o e, possivelmente, na execuc¸a˜o
do merge.
O problema de remover os identificadores u´nicos imediatamente e´ que quando
se efetua a operac¸a˜o de merge, caso uma re´plica contenha um identificador u´nico
e outra na˜o, na˜o e´ poss´ıvel saber se a re´plica que na˜o tem o identificador porque
ainda na˜o foi criado ou porque ja´ foi removido. Para resolver este problema,
cada re´plica pode manter um vetor v que tem um “suma´rio” dos identificadores
u´nicos observados. Assim, no merge, pode-se consultar esse vetor para perceber
se um certo identificador ja´ foi ou na˜o removido. Uma soluc¸a˜o eficiente para
implementar esse vetor e´, para cada re´plica, ter um contador: nesse caso os
identificadores u´nicos passariam a ser um par (identificador da re´plica, contador).
O valor de entrada em cada posic¸a˜o do vetor v sera´ o maior valor de contador
observado para a re´plica nessa posic¸a˜o.
Em termos de alterac¸o˜es ao algoritmo do conjunto remove&add-wins, com
a alterac¸a˜o referida ja´ na˜o e´ necessa´rio manter o conjunto dos identificadores
removidos. Como tal, tanto o remove como o add apagam logo os identificadores
que devem ser removidos do conjunto A e R, respetivamente. O add e remo-
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Algoritmo 2 Conjunto remove&add-wins op-based
1: payload map R, map A
2: R: removeWins elements 7→ set of unique ids
3: A: add elements 7→ set of unique ids
4: query lookup (element e) : boolean b
5: let b = (R[e] = ∅ ∧A[e] 6= ∅) . Todos os removeWins foram sobrepostos por
add e existe pelo menos um identificador u´nico em A.
6: update add (element e)
7: atSource (element e) : unique-id u, set TR
8: let u = unique() . unique: gera um identificador u´nico
9: let TR = R[e]
10: downstream (element e, unique-id u, set TR)
11: pre ∀u ∈ TR : removeWins(e, u) foi entregue . Entrega causal e´ suficiente
12: R[e].remove(TR)
13: if R[e] == ∅ then
14: A[e].add(u)
15: update remove (element e)
16: atSource (element e) : element e, set TR
17: pre lookup(e) . Apenas remove o elemento se existir
18: let TR = A[e]
19: downstream (element e, set TR)
20: pre ∀u ∈ TR : add(e, u) foi entregue . Entrega causal e´ suficiente
21: A[e].remove(TR)
22: update removeWins (element e)
23: atSource (element e) : unique u
24: let u = unique() . unique: gera um identificador u´nico
25: downstream (element e, unique u)
26: R[e].add(u)
27: A[e].removeAll()
veWins geram identificadores conforme discutido acima, atualizando tambe´m o
vetor v. O merge junta os estados, tendo em conta quais os identificadores que ja´
foram apagados atrave´s da informac¸a˜o dada pelo vetor v em ambos os estados.
3 Avaliac¸a˜o experimental
Nesta secc¸a˜o e´ avaliado experimentalmente o conjunto remove&add-wins atrave´s
da comparac¸a˜o com o conjunto OR, ambos na versa˜o state-based otimizada.
Nomeadamente, pretende-se avaliar qual o custo extra de utilizar o conjunto
remove&add-wins em termos de: (i) tempo de execuc¸a˜o; (ii) espac¸o ocupado.
3.1 Caracter´ısticas dos testes
As experieˆncias foram realizadas atrave´s da simulac¸a˜o de um sistema com 3
clientes, cada um com uma co´pia local do CRDT a ser testado. Todos os clientes
sa˜o executados na mesma ma´quina, na˜o sendo por isso considerado nem o tempo
de transfereˆncia nem a lateˆncia da rede.
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Algoritmo 3 Conjunto otimizado remove&add-wins state-based
1: payload map R, map A, vect v
2: R: element 7→ set of pairs (timestamp t, replica r) . identificadores removeWins
3: A: element 7→ set of pairs (timestamp t, replica r) . identificadores add
4: v: summary (vector) of received pairs, initially [0,. . . ,0]
5: query lookup (element e) : boolean b
6: let b = A[e] 6= ∅
7: update add (element e)
8: let r = myID() . r: re´plica fonte
9: let t = ++v[r]
10: R[e].clear()
11: A[e].add((t, r))
12: update remove (element e)
13: pre lookup(e) . Apenas remove o elemento se existir
14: A[e].clear()
15: update removeWins (element e)
16: pre lookup(e) . Apenas remove o elemento se existir
17: let r = myID() . r: re´plica fonte
18: let t = ++v[r]
19: R[e].add((t, r))
20: A[e].clear()
21: merge (X, Y ) : payload Z
22: for e∈dom(X.R ∪ Y.R) do
23: let MX = {(t, r) ∈ X.R[e] : Y.v[r] < t}
24: let MY = {(t, r) ∈ Y.R[e] : X.v[r] < t}
25: let Z.R[e] = (X.R ∩ Y.R) ∪MX ∪MY
26: for e∈dom(X.A ∪ Y.A) do
27: if e 6∈dom(Z.R) ∨ Z.R[e] = ∅ then
28: let MX = {(t, r) ∈ X.A[e] : Y.v[r] < t}
29: let MY = {(t, r) ∈ Y.A[e] : X.v[r] < t}
30: let Z.A[e] = (X.A ∩ Y.A) ∪MX ∪MY
31: let Z.v = [max(X.v[0], Y.v[0]), . . . ,max(X.v[n− 1], Y.v[n− 1])]
Em cada teste, cada cliente realiza 4 milho˜es de operac¸o˜es modificadoras
do estado (add , remove ou removeWins) na sua re´plica local. Sendo que cada
operac¸a˜o escolhe, aleatoriamente, um elemento de entre um alfabeto de 20000
elementos. Cada cliente propaga o estado a outro cliente a cada x operac¸o˜es
executadas.
De modo a poder avaliar qual o impacto dos metadados e computac¸a˜o extra
do conjunto remove&add-wins em relac¸a˜o ao conjunto OR, variou-se os seguintes
paraˆmetros entre testes:
1. Percentagem de operac¸o˜es de adic¸a˜o e remoc¸a˜o: foram consideradas as per-
centagens de, respetivamente, 50%-50% e 90%-10% (no caso do conjunto
remove&add-wins, metade das remoc¸o˜es sa˜o remove e a outra metade remo-
veWins). Estas definic¸o˜es permitem avaliar a diferenc¸a de desempenho entre
adic¸o˜es e remoc¸o˜es;
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2. Frequeˆncia do envio de estado para merge: testou-se tanto enviar o estado
a cada 200000 operac¸o˜es (20 merges no total) como apenas o enviar depois
de o teste estar completo. Esta diferenc¸a permite avaliar qual o impacto
no desempenho que tem realizar a operac¸a˜o de merge. Destaca-se que e´
expecta´vel que a operac¸a˜o de merge seja lenta, visto que tem complexidade
O(n), sendo n o nu´mero de elementos na unia˜o dos conjuntos.
Cada teste foi executado 5 vezes, de modo a obter resultados mais precisos.
3.2 Resultados
Nas subsecc¸o˜es seguintes sera˜o apresentados e discutidos os resultados mais re-
levantes, na˜o sendo por isso inclu´ıdas todas as combinac¸o˜es dos paraˆmetros re-
feridos na Secc¸a˜o 3.1.
Para cada gra´fico, e´ apresentado o resultado me´dio dos 3 clientes, ao longo
de 5 execuc¸o˜es. Por exemplo, o tempo de execuc¸a˜o apresentado e´ a me´dia do
tempo de execuc¸a˜o de cada cliente em cada execuc¸a˜o, ou seja, uma me´dia de 15
valores.
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Figura 4: Tempo e tamanho dos metadados me´dios do conjunto OR e
remove&add-wins no teste com 50% add e, respetivamente, 50% remove e 25%
remove + 25% removeWins.
Frequeˆncia de sincronizac¸a˜o A Figura 4 apresenta o tempo de execuc¸a˜o e o
tamanho dos metadados me´dio de cada teste, para as percentagens de adic¸a˜o e
remoc¸a˜o de 50%-50%.
No gra´fico do tempo, e´ poss´ıvel verificar que existe uma diferenc¸a na˜o des-
preza´vel entre o caso sem merge e o caso com merge a cada 200000 operac¸o˜es.
Tal diferenc¸a deve-se ao custo do merge, sendo esperado que se o merge fosse
mais frequente ou o nu´mero de elementos maior, a diferenc¸a tambe´m fosse maior.
Em relac¸a˜o ao espac¸o, este mante´m-se relativamente constante - em me´dia,
cerca de metade dos elementos ma´ximos (20000) esta˜o no conjunto. Destaca-se
que, conforme era esperado, o conjunto remove&add-wins ocupa mais espac¸o em
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relac¸a˜o ao conjunto OR, devido a` existeˆncia do mapa para guardar as remoc¸o˜es.
Na pra´tica, em me´dia, para o remove&add-wins cerca de 10000 elementos esta˜o
no mapa das adic¸o˜es e 5000 no das remoc¸o˜es (a percentagem de removeWins e´
de 25%).
0
0.5
1
1.5
2
2.5
3
3.5
0 1 2 3 4
Te
m
p
o
 (
s)
Nº operações (milhões)
OR 50-50 R&AW 50-50 OR 90-10 R&AW 90-10
0
50
100
150
200
250
300
350
0 1 2 3 4
Es
p
aç
o
 (
kb
)
Nº operações (milhões)
OR 50-50 R&AW 50-50 OR 90-10 R&AW 90-10
Figura 5: Tempo e tamanho dos metadados me´dios do conjunto OR e
remove&add-wins no teste com sincronizac¸a˜o a cada 200000 operac¸o˜es, para
as va´rias percentagens de operac¸o˜es.
Percentagem de adic¸o˜es e remoc¸o˜es Os resultados relacionados com a di-
ferenc¸a no tempo de execuc¸a˜o e tamanho dos metadados para os casos de 50%
adic¸o˜es + 50% remoc¸o˜es; 90% adic¸o˜es + 10% remoc¸o˜es encontram-se na Figura
5. Em ambos os casos, os clientes sincronizam a cada 200000 operac¸o˜es.
Tanto no conjunto OR como no remove&add-wins, e´ vis´ıvel uma diferenc¸a
no tempo de execuc¸a˜o entre os casos de 50%-50% e 90%-10%. Essa diferenc¸a e´,
contudo, maior no caso do conjunto OR - tal facto deve-se a que as operac¸o˜es de
removeWins e add executam computac¸o˜es que demoram, aproximadamente, o
mesmo. Em ambos os conjuntos otimizados, a operac¸a˜o mais ra´pida e´ o remove.
Em termos do espac¸o ocupado, no teste de 90%-10% existe uma tendeˆncia
para estarem mais elementos no conjunto em relac¸a˜o ao de 50%-50%, o que leva
a que mais espac¸o seja ocupado. No caso do conjunto remove&add-wins, a dife-
renc¸a e´ menor devido aos elementos removidos por removeWins tambe´m serem
guardados. Estes resultados permitem concluir que, quanto maior a percentagem
de add (ou menor a de removeWins), menor a diferenc¸a entre os dois tipos de
conjuntos no tamanho dos metadados - para 90%-10% a diferenc¸a e´ praticamente
despreza´vel.
Conjunto OR VS remove&add-wins Na Figura 6 encontram-se os resulta-
dos da divisa˜o do tempo\espac¸o do conjunto remove&add-wins pelo OR.
Em termos do tempo de execuc¸a˜o, o custo extra por utilizar o conjunto
remove&add-wins e´ relativamente baixo, sendo no pior caso cerca de 25% extra.
No caso do teste de 90%-10% (ou noutros casos com poucos removeWins), o
custo extra e´ ainda menor (neste caso, 12.5% extra). Contudo existira´ sempre
um custo extra devido ao passo extra que e´ necessa´rio fazer no add . A diferenc¸a e´
maior no caso com sincronizac¸a˜o, devido ao merge ter que iterar mais um mapa.
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Figura 6: Relac¸a˜o de tempo e espac¸o usado pelos conjuntos. A relac¸a˜o e´ definida
pela divisa˜o do tempo/espac¸o do conjunto remove&add-wins pelo conjunto OR.
Para o espac¸o utilizado, o custo extra e´ praticamente despreza´vel para o teste
de 90%-10%, devido a existirem poucos elementos no mapa dos removeWins. No
caso de 50%-50% a diferenc¸a e´ elevada, sendo no pior caso 70% extra, devido
aos elementos do removeWins. Espera-se que, mesmo com muitos add , se a
percentagem de removeWins for baixa, o custo extra tambe´m seja baixo.
4 Trabalho relacionado
Os princ´ıpios necessa´rios para a especificac¸a˜o de tipos de dados replicados teˆm
sido estudados intensivamente na literatura, tanto para ambientes com con-
sisteˆncia forte [11] como para ambientes com consisteˆncia fraca [3, 9].
Entre as va´rias abordagens para a consisteˆncia fraca, destacam-se duas:
OT (Operational Transformation) [10] e CRDTs (Conflict-Free Replicated Data
Type) [9]. O princ´ıpio do OT para lidar com conflitos de concorreˆncia e´ de
transformar os argumentos das operac¸o˜es remotas de modo a, depois de trans-
formadas, as operac¸o˜es serem comutativas. Por outro lado, os CRDTs baseiam-se
em tornar as operac¸o˜es comutativas desde o in´ıcio.
Existem diversos CRDTs para representar diferentes tipos de dados, como
por exemplo contadores, registos, conjuntos, mapas, listas ordenadas, top-K, etc
[4,8,9]. Para o mesmo tipo de dados, pode existir va´rias especificac¸o˜es diferentes,
variando no modo como sa˜o propagados os dados (state-based, op-based ou delta-
based), [1,9], na resoluc¸a˜o de conflitos [5,9] e na eficieˆncia [2,5]. Contudo, na˜o e´
do nosso conhecimento que ja´ tenha sido proposta alguma abordagem para ter
num so´ CRDT va´rias pol´ıticas de resoluc¸a˜o de conflitos.
O conjunto OR, no qual se baseia o nosso conjunto remove&add-wins, foi
proposto inicialmente por Shapiro. et.al. [9], enquanto que o princ´ıpio utilizado
para a versa˜o otimizada foi introduzido por Bieniusa et.al. [2].
5 Conclusa˜o
Neste artigo discutiu-se o problema dos CRDTs apenas providenciarem uma
u´nica pol´ıtica para a resoluc¸a˜o de conflitos. Ilustrou-se o problema com base
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num cena´rio de exemplo no qual seria u´til ter a opc¸a˜o de escolher entre mais que
uma pol´ıtica de resoluc¸a˜o de conflitos para o mesmo conjunto CRDT.
Propusemos uma soluc¸a˜o para o referido cena´rio atrave´s da introduc¸a˜o de um
conjunto CRDT que provideˆncia, atrave´s de duas operac¸o˜es de remoc¸a˜o diferen-
tes, duas pol´ıticas para resolver conflitos: add-wins (sobre a remoc¸a˜o) e remove-
wins (sobre a adic¸a˜o). Este CRDT da´ ao programador a liberdade de selecionar
qual a pol´ıtica que quer para cada cena´rio. Usando uma aproximac¸a˜o semelhante,
seria poss´ıvel criar um conjunto CRDT que combina as duas pol´ıticas referidas
atrave´s de duas operac¸o˜es de adic¸a˜o diferentes.
Realizou-se uma avaliac¸a˜o do desempenho do CRDT proposto em relac¸a˜o
ao conjunto OR CRDT, concluindo-se que o custo extra e´ aceita´vel, sendo por
vezes ate´ despreza´vel se a percentagem de operac¸o˜es de removeWins for baixa.
De momento estamos a investigar uma aproximac¸a˜o mais gene´rica para este
problema, na qual sera´ poss´ıvel especificar, na execuc¸a˜o de uma operac¸a˜o, uma
pol´ıtica definida pelo programador.
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