Abstract. We propose a genetic ensemble of recurrent neural networks for stock prediction model. The genetic algorithm tunes neural networks in a two-dimensional and parallel framework. The ensemble makes the decision of buying or selling more conservative. It showed notable improvement on the average over not only the buy-and-hold strategy but also other traditional ensemble approaches.
Introduction
Stock prediction is a historically hot topic. There were a variety of studies on this topic [10] [29] . Early studies were mostly about deterministic measures to help the prediction [1] [11] [16] [20] . Since about the early nineties many approaches based on stochastic or heuristic models have been proposed. They include artificial neural networks [26] [29] , decision trees [4] , rule induction [7] , Bayesian belief networks [30] , evolutionary algorithms [14] [18], classifier systems [25] , fuzzy sets [3] [28] , and association rules [27] . Hybrid models combining a few approaches are also popular [10] [24] .
Kwon and Moon [19] proposed neuro-genetic hybrids for the stock prediction and showed notable success. However, since they did not consider the cost of trading, the performance can be overestimated when the trading occur too often. Although the trading cost is not very high these days, their results more or less took benefit from the zero trading cost. To overcome the problem, we need a longer term trading model.
In this paper, we propose a new neuro-genetic approach. It is an evolutionary ensemble of recurrent neural networks which is an extended model of the system in [19] . An ensemble learning is to aggregate multiple subsystems to solve a complex problem and expect stable performance, and since genetic algorithms produce many solutions it is natural to make an ensemble model in GAs. The basic evolutionary ensemble is one that chooses some best solutions and makes a decision by the opinion of the majority or average output of the ensemble. In this paper, we apply a different ensemble model. It does not use the same members of ensemble for each test data. It dynamically chooses the members that perform well for a set of training data with similar to each test data. In this model, the ensemble consists of the members performing best for the days with the most similar contexts to today's.
The rest of this paper is organized as follows. In Section 2, we explain the problem and present the objective. In Section 3, we describe our hybrid genetic algorithm for predicting the stock price. In Section 4, we provide our experimental results. Finally, conclusions are given in Section 5.
Objective
We have a database with years of daily trading data. Each record includes daily information which consists of the closing price, the highest price, the lowest price, and the trading volume. We name those at day t as x(t), x h (t), x l (t), and v(t), respectively. If we expect x(t + 1) is considerably higher than x(t), we buy the stocks; if lower, we sell them; otherwise, we do not take any action. The problem is a kind of time-series data prediction as follows:
As in [19] , we transform the original time series to another that is more suitable for neural networks. Instead of x(t + 1),
is used as the target variable as follows:
where g k 's (k = 1, . . . , m) are technical indicators or signals that were developed in previous studies. We have four daily data, x, x h , x l , and v, but we do not use them for the input variables as they are. We utilize a number of technical indicators being used by financial experts such as moving average, golden-cross, dead-cross, relative strength index, and so on [15] .
We describe some of them which were not considered in [19] in the following:
-Rate of change ( ROC )
• A ratio of price difference between the current price and the price a period of time ago.
• A momentum indicator that measures the strength of money flowing in and out of a security.
the sum of MF of days when TP is greater or smaller than that of the previous day over a period of time, respectively.
• An indicator that explains a relationship between price and volume.
•
x(t − 1) X4 = the profit while the stock has risen or fallen continuously X5 = # of days for which the stock has risen or fallen continuously In [19] , 64 input variables were generated using the technical indicators. We add 11 input variables so totally generate 75 input variables. Figure 1 shows some representative variables including the added variables. In the figure, MA means a numerical average value of the stock prices over a period of time. MA S and MA L are short-term and long-term moving average, respectively. After generating the new variables, we normalize them by dividing by the maximum value of each variable. It helps the neural network to learn efficiently.
There can be a number of measures to evaluate the performance of the trading system. In our problem, we use almost the same measure as the one in [19] . The only difference in them is that we consider the transaction cost in this work. Figure 2 shows the investing strategy and change of property at day t + 1 according to the signal at day t of the trading system. In the figure, C t and S t mean the cash and stock balances at day t (t = 1, . . . , N), respectively. We start with C, i.e, C 1 = C and S 1 = 0. In the strategy, the constant B is the upper bound of stock trade per day and T is the transaction cost. The transaction cost was set to 0.3% in this work. We have the final property ratio P as follows:
Evolutionary Ensemble

Artificial Neural Networks
We use a recurrent neural network architecture which is a variant of Elman's network [6] . It consists of input, hidden, and output layers as shown in Figure 3 . Each hidden unit is connected to itself and also connected to all the other hidden units. The network is trained by a backpropagation-based algorithm.
It has 75 nodes in the input layer corresponding to the variables described in Section 2. Only one node exists in the output layer for
.
Parallel Genetic Algorithm
We use a parallel GA to optimize the weights. It is a global single-population master-slave [2] and the structure is shown in Figure 4 . In this neuro-genetic hybrid approach, the fitness evaluation is dominant in running time. To evaluate an offspring (a network) the backpropagation-based algorithm trains the network with a set of training data. We distribute the load of evaluation to the clients (slaves) of a Linux cluster system. The main genetic parts locate in the server (master). When a new ANN is created by crossover and mutation, the GA passes it to one of the clients. When the evaluation is completed in the client, the result is sent back to the server. The server communicates with the clients in an asynchronous mode. This eliminates the need to synchronize every generation and it can maintain a high level of processor utilization, even if the slave processors operate at different speeds. This is possible because we use a steady-state GA which does not wait until a set of offspring is generated. All these are achieved with the help of MPI (Message Passing Interface), a popular interface specification for programming distributed memory systems.
As shown in Figure 4 , the process in the server is a parallel variant of traditional steady-state GA. In the following, we describe each part of the GA.
-Representation: We represent a chromosome by a two-dimensional weight matrix. In the matrix, each row corresponds to a hidden unit and each column corresponds to an input, hidden, or output unit. A chromosome is represented by a 2D matrix of p × (n + p + q) where n, p, and q are the numbers of input, hidden, output units, respectively. In this work, the matrix size is 20×(75+20+1). We should note that most GAs for ANN optimization used linear encodings [9] [21]. We take the 2D encoding suggested in [17] . Figure 5 shows an example neural network and the corresponding chromosome. -Selection, crossover, and mutation: Roulette-wheel selection is used for parent selection. The offspring is produced by geographic 2D crossover [13] . It is known to create diverse new schemata and reflect well the geographical relationships among genes. It chooses a number of lines, divides the chromosomal domain into two equivalent classes, and alternately copies the genes from the two parents as shown in Figure 6 . The mutation operator replaces each weight in the matrix with a probability 0.1. All these three operators are performed in the server. -Local optimization: After crossover and mutation, the offspring undergoes local optimization by backpropagation which helps the GA fine-tune around local optima. The result of local optimization provides the quality of the offspring. As mentioned, it is performed in the client and the result is sent back to the server. -Replacement and stopping criterion: The offspring first attempts to replace the more similar parent to it. If it fails, it attempts to replace the other parent and the most inferior member of the population in order. Replacement is done only when the offspring is better than the replacee. The GA stops if it does not find an improved solution for a fixed number of generations.
Instance-Based Ensemble Model
An ensemble learning is to aggregate multiple subsystems to solve a complex problem. A number of approaches have been developed for ensemble learning
The method is based on the fact that a solution with the smallest training error does not necessarily guarantee the most generalized one. It is usual to select the best individual as the final solution in genetic algorithms. However, there is room for improving the performance with the help of other individuals in the population. Evolutionary ensemble approaches select a subset of the population as ensemble. It consists of some best individuals or representative ones from the whole population. In the latter, a clustering algorithm such as k-means algorithm [22] is used and a representative solution for each cluster is selected. In this paper, we devised an instance-based ensemble which is different from traditional ensembles. Traditional ensemble models do not consider the relationship or difference between data; the members of the ensemble are chosen with respect to a fixed set of instances. The basic idea of our instance-based ensemble is that it does not fix the members of ensemble but dynamically chooses the members that perform well for the days with similar contexts to today's. The instance-based ensembles are determined as follows:
-Obtain a set of NNs by the genetic algorithm described in Section 3.2.
-For each test day, select a set K of instances among the training days that are the most similar to the test day in terms of Euclidean distance. -Construct a subset of NNs, as ensemble, that predict relatively well on the days in K.
The trading decision depends on the majority decision in the ensemble. The final decision is one of the following three signals: BUY, SELL, and KEEP. The signal KEEP means no action. In the course, we extract three opinions from the ensemble, D1, D2, and D3. D1 is about the direction of the price at the next day. D2 and D3 are about the directions of the price at the day after tomorrow in the cases that tomorrow's price goes up or down, respectively. The ensemble gives the signal of BUY when both D1 and D2 are "up" and gives the signal of SELL when both D1 and D3 are "down." Otherwise, it gives the signal of KEEP. By this strategy, the trading becomes more conservative and too light an action can be avoided.
Experimental Results
We tested our approaches with the stocks of 36 companies in NYSE and NAS-DAQ. We evaluated the performance for 11 years from 1992 to 2002. We got the entire data from YAHOO (http://quote.yahoo.com). The GA was trained with two consecutive years of data and validated with the third year's. The solution was tested with the fourth year's data. This process was shifted year by year. Thus, totally 14 years of data were used for this work. Table 1 shows the experimental results. The values mean the final property ratio P defined in Section 2. I-Ensemble is the instance-based ensemble described in Section 3.3 and Winner is the version that uses the best solution. A-Ensemble is the version that selects a set of best NNs in the population and makes the decision from the average output of them, and M-Ensemble is the version that selects a set of best NNs in the same way as A-Ensemble and makes the decision by the the majority opinion of them. They are average results over 10 trials.
For quantitative comparison, we summarized the relative performance in Table 2. It represents the relative performance of each approach over the buy-andhold strategy which buys the stock at the first day and holds it all through the year. Since there are 36 companies tested for 11 years, we have 394 cases except two cases with deficient data. In the table, Up, Down, and NC represent the situation of the stock market in each year. The Up and Down mean that the closing price has risen or fallen, respectively, over the year's starting price by 5% or more. NC means no notable difference. Better and Worse mean the number of cases where the P value of the learned strategy was at least 5% higher or lower than that of the buy-and-hold, respectively. The I-Ensemble performed better 
Conclusion
In this paper, we proposed a GA-based evolutionary ensemble of recurrent neural networks for the stock trading. It showed significantly better performance than the "buy-and-hold" strategy and traditional ensemble models with a variety of companies on the data for the recent 11 years. In addition to the ensemble, we tried to make a conservative system not to trade too often. We have satisfiable profits after considering the transaction cost.
In the experiments, the proposed GA predicted better in some companies than in others. It implies that this work can be useful in portfolio optimization. Future study will include finding the stock trading strategy combined with portfolio. In addition, we believe this approach is not just restricted to the stock market.
