Different proposals exist to represent the software maintenance process. However most 15 of them are very informal or too focussed on a specific goal. We have developed a semi-formal ontology where the main concepts, according to the literature related to 17 software maintenance, have been described. This ontology, besides representing static aspects, also represents dynamic issues related to the management of software mainte-19 nance projects. In order to develop an ontology a suitable methodology should also be followed. REFSENO was the methodology used in this work. The ontology that this work 21 presents is not a preliminary idea but it has already been used in software maintenance environments, such as MANTIS, which is currently working successfully.
Introduction

25
Many studies [7, 40] have demonstrated that the majority of the overall expenses incurred during the life-cycle of a software product, occur during the maintenance 27 stages. Thus, in recent years, researchers have focussed their attention on looking for techniques which help to increase the efficiency of the Software Maintenance 
Process (SMP).
One way to improve maintenance quality and decrease maintenance costs is 31 to reuse previous information and knowledge [32] . However, for information to be usable it needs to be modelled, structured, generalised and stored in a reusable 33 form, with the goal of allowing effective retrieval [2] . In order to decrease the efforts and costs of the SMP we developed MANTIS [45] , 35 an "extended software engineering environment" to manage maintenance projects. † Contact author.
• Intentional ontologies describe aspects related to the different agents (human or otherwise).
17
• Social ontologies describe social settings in terms of social relationships among agents.
19
Our ontology is made up of a set of ontologies (see Fig. 1 ), which represent the different features defined by Mylopoulos. In order to represent the static aspects, 21 we defined the Maintenance Ontology, which consists of four subontologies. They describe the concepts related to maintenance and consist of a subontology for 23 products, another for activities, a third for processes and the fourth for describing the different agents involved in SMP. The number of static ontologies coincides with 25 those proposed by [29] . Nevertheless we have extended and changed them.
The dynamic part is represented by an ontology called Workflow Ontology, 27 where three relevant aspects of the maintenance process are defined:
• Decomposition of activities.
29
• Temporal constraint between activities. This being the order in which the activities must be performed.
31
• Control of the execution of activities and projects during the process enactment.
A third ontology called a Measurement ontology represents both static and 33 dynamic aspects related to the software measurement. An example of a dynamic aspect is the actions to be measured. This ontology has been included because of 35 the importance of measurement within the software process. The intentional and social aspects are considered within the same subontology, 37 Agents, since they are closely related.
7
actions to be measured. This ontology has been included because of the importance of measurement within the software process.
The intentional and social aspects are considered within the same subontology, Agents, since they are closely related.
Therefore, our ontology considers the four aspects that should be taken into account when an information system is modelled. This is one of the contributions of this work. Therefore, our ontology considers the four aspects that should be taken into 1 account when an information system is modelled. This is one of the contributions of this work.
3
However, considering the four aspects is not enough to ensure a formal ontology. An ontology must be clear and precise, communicating the meaning of its terms in 5 an efficient way. Moreover, it should be coherent, allowing the making of consistent inferences with the definitions. The methodology used to define the ontology helped 7 us to solve some of these issues, such as clarity since the methodology enabled us to use different types of representation of the information and different layers to 9 classify it. Moreover, a method of integration was used to avoid redundancies or inconsistencies. Although there are highly elaborate proposals defining very com-11 plete complex processes for the integration of ontologies [30, 41] , we have opted for a simpler solution using the iterative method proposed in [35] . This way, the 13 ontology presented in this paper is the result of carrying out the three following steps during two iterations:
Integer, Real, Text, Identifier or Date. New types can be described by users.
• Default value: This is related to the insertion of new instances. If the user entering 21 a new instance does not specify a value for this attribute, the default value is used.
23
• Mandatory: This is also related to new instances. It indicates whether an attribute value of an instance has to be specified.
25
• Value inference: This component defines how to calculate the attribute value automatically (if possible) based on the values of other attributes.
27
• Inferred attributes: This component lists all the attributes whose value is inferred using a value of this attribute. There is a mutual dependence between value 29 inferences and inferred attributes, thus inferred attributes can automatically be derived from the value inferences.
31
• Standard weight: This weight may be used by the similarity functions of the concept this attribute belongs to. A weight of 0 denotes an attribute whose value 33 will not be used for querying.
REFSENO distinguishes three layers to which attributes may belong. These are 35 artifact, interface and context. The attributes of the artifact layer characterise the instances themselves. Attributes of the interface layer characterise how a particular 37 instance can be integrated into the system. Attributes of the context layer characterise the environment in which the instance has been applied and the quality of 39 the instance in the specified environment.
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In order to calculate the similarity functions between the two instances i and i the different layers should be taken into account, since there is a similarity function for each layer. For a concept c these are sim artif (c), sim I/F (c) and sim ctxt (c) and this is based on the local similarity functions of the concept's attributes. The values of similarity functions for a concept c between two instances i and i are combined to a single similarity value as follows:
where W artif , W I/F , W ctxt are weights with which the similarity functions can 1 be adjusted to the needs of the users. The sum of the weights is always 1. A similarity value equal to 0 means total dissimilarity between i and i , and 3 a value equal to 1 indicates total similarity (equivalence). The concept's similarity functions are of a global nature because they are based on the local 5 similarity functions of the concept's attributes. An example of how a similarity function is calculated will be described in greater length when attributes 7 tables are shown. Besides similarity functions, attributes tables may also have assertions which are conditions expressed as a formula, and that all instances 9 must fulfil.
The nonterminal attributes, those that represent how a particular entity is re-11 lated to other entities, can be represented in the same concept attribute table used for the terminal concept attributes. REFSENO allows other possible representa-
13
tions for nonterminal attributes, for example graphically, by using a tree structure. However, in this paper only the first representation (tables) is used.
15
REFSENO has various kinds of predefined relationships, these being: is-a (denotes a specialisation of a concept, where the reverse name is has-specialisation), instance-of (denotes a special is-a relation in which an instance is an element of the extension of a concept, the reverse name being has-instances), 19 has-parts (denotes a decomposition, subparts may be shared among concepts and the reverse name is part-of ) and has-decomposition (denotes a decompo-21 sition where the sub-parts exist only if the surrounding part exists, the reverse name being decomposition-of ). Other relationships may be defined by the 23 users.
Specification and Conceptualization of the Ontology
25
In this section we describe the different stages undertaken in order to develop a semi-formal ontology which represents the main concepts that the standards and 27 literature showed in Table 2 indicate that should be taken into account to model the SMP. The planning and implementation stages are omitted, the former being 29 where the goals of the ontology and preliminary ideas for designed were proposed. The aspects related to the latter will be described in future papers, since this paper
In this initial phase the domain modelled, the purpose of the ontology, the scope, and administrative information, such as the authors and knowledge sources are 3 indicated. Due to the SMP's complexity, several ontologies and subontologies have been developed. Thus, although the major concepts are normally listed in the scope 5 row, we preferred to list the different ontologies and subontologies designed (see Table 1 ). Table 2 The sources of knowledge on which we have based ourselves to develop this ontology have been the experience obtained from six R&D projects (see section 9 5) developed in collaboration with several national and international companies throughout six years, plus the sources enumerated in Table 2 . 
Conceptualisation
After the requirements specification has been described, the ontologies themselves 13 must be developed. In order to do this we have followed the steps recommended by [51] . The following sections describe the three ontologies (Maintenance, Workflow
15
and Measurement) and their subontologies designed to represent the SMP.
Maintenance ontology
17
The main sources of knowledge used to develop this ontology were D1, D2, D3, D4 and D5 (see Table 2 ), stressing the informal ontology proposed by [29] , which An Ontology for the Management of Software Maintenance Projects 9 Conceptual model to represent software data collections, proposed by [28] .
helped us to divide this ontology into four subontologies, one per domain that 1 influences the SMP: products to be maintained, activities to be performed in order to maintain the products, people who are involved during the SMP and 3 process organisation, which indicate how to carry out the activities. In these four subontologies four types of elements are represented: artefacts, activities, resources 5 and agents, which are indispensable in the management of projects [44] .
Products subontology 7
This subontology defines the software products that are maintained, their internal structure, composition and the existing versions of each product. Figure 2 shows 9 the ontologic diagram, where the product is stressed since it is the most important one. 
Products Subontology
This subontology defines the software products that are maintained, their internal structure, composition and the existing versions of each product. Figure 2 shows the ontologic diagram, where the product is stressed since it is the most important one. Maintenance.
Version Concept This is a change in the base line of a product. It could be an upgrade, release or actualisation.
To implant the configuration management process.
NOTE: The super-concept "Concept" is the root.
As Fig. 2 shows, one software product can have different versions, which are 1 formed from a set of artifacts. For instance, for a product called "Accounts", different versions of this product may exist, and each version is made up of several 3 artifacts. The concept version has its own attributes, such as: number, date, etc. To simplify, they are not represented in the diagram.
5
The previous diagram only shows a summarized view of the referred ontology. The concept glossary contains the concepts previously represented in the diagram.
7
Each row of the table corresponds to one concept.
In Tables 4 and 5 the terminal attributes of the artifact and product are repre-9 sented respectively. As was explained in Sec. 3.1 attributes are typed and users can define new types. Tables 4 and 5 shows some types defined by us, such as MeasureQ,
11
which defines a range of measures, or SwProductTaxo which makes up a taxonomy of software products.
13
The items value inference, inferred attributes and default value are omitted since on most occasions these columns do not have values. For this reason we consider 15 that the table shown is the clearest, since it has fewer columns, and it has no loss of meaning.
17
Tables 4 and 5 describe the attributes of the concepts "Artifact" and "Product" respectively. The attributes of the concept version have been omitted in order to 19 simplify the paper. Attributes preceded by (I/F) mean attributes of the interface layer. They are characterised by indicating how a particular instance can be inte-21 grated into the system. In the case of the "Artifact", the "source" attribute explains from which product the artifact is a subpart. The column labelled "Type" in this attributes show whether the artifact has sub-parts and whether it is the sub-part 1 of another artifact. The rest of the attributes belong to the artifact layer that characterises the 3 instance itself. Examples of these attributes are quality, type, age or deliverability, in the case belonging to the concept called "Artifact".
5
For the case of the "Product", there is only one interface layer attribute which indicates in which artifacts the product may be decomposed. Obviously, if the arti-7 fact has a relationship Decomposition of with the concept "product", this concept must have the opposite relationship Has-decomposition.
9
Taking advantage of the information shown in Table 5 we are going to illustrate how the similarity function for the concept "Product" would be calculated. First 11 of all, the similarity functions for each layer, artefact and I/F (the context layer is omitted because in this case there are not attributes of this layer) should be 13 calculated. To calculate each local similarity function it is necessary to know the similarity function associated with each type of the attributes of each layer. Thus, 15 in the case of the artifact layer of the concept product, it is necessary to know the similarity function of the types "TypeMaturity", "MeasureSize", "TypeComposi- Sim(i, q) = 1 when i = q 0 otherwise.
5
In the case of using own types, such as in "TypeMaturity" or "MeasureQ", their similarity types should also be described. Then, the local similarity functions are own features, the value of W artif should be maximised. For more information about the similarity functions see [51] .
15
These functions are very useful in the design of CBR techniques, which KM-MANTIS uses. Concretely, KM-MANTIS uses similarity functions to compare soft-17 ware products and maintenance requests in order to detect similarities between new demands and previous ones, with the goal of reusing information and proven solu- 
Activity subontology 1
This subontology includes two of the four critical elements for managing a maintenance project: activities and resources. The activity subontology defines: a tax-3 onomy for the types of activities, a taxonomy for the types of resources and also defines the relationship between artifacts, activities and resources.
5 Figure 3 shows that the activities are classified into "Main" and "Support" activities, and they are also divided into different types. In the diagram the most 7 important ones have been highlighted. For example "Managerial" is a "Main" activity (sub)type, which may be a "Process Management" activity type.
9
The maintenance activities are classified, according to the ISO 14764 [24], into "Investigation", "Modification", and "Retirement" activities. The modification ac-11 tivities consist basically of two types: "Correction" and "Improvement". The first one belongs to corrective maintenance, where mistakes are eliminated. The second 13 one is in charge of preventing problems (preventive maintenance), implementing changes in the requirements (perfective maintenance) or changing aspects of im-15 plementation (adaptive maintenance) [48] . For instance, to change the operative system used by the application, but without changing the application requirements. The dependencies of execution between the activities are not included in this 1 ontology, since we considered that this aspect was more related to the workflows, therefore they are defined in the workflow ontology.
3
The concept glossary for the subontology activity and the attributes table for the concept "Activity", are shown in the following tables: Guaranteeing the quality of the product.
Changing Implementation
Improvement
Improvement activity carried out to adapt a software product to changes in its implementation environment without affecting the requirements.
Giving maintenance service
Changing Requirements Improvement Improvement activity carried out to adapt software working to changes in the requirements, or to the inclusion of new requirements. Perfective maintenance.
Correction Modification Modification activity which consists of eliminating the defects in a software product so that it will work as requirements indicate.
Giving maintenance service Eliminating Problems
Correction Correction activity carried out to eliminate detected problems. Synonym: Corrective maintenance.
Giving maintenance service
Maintenance Main Activity to manage the SMP. This activity is included in the organisational subsystem, defined in the MANTIS process system.
Managing the SMP Configuration Management
Support Support activity whose objective is to establish and maintain the integrity of said artifacts, and make them available via different versions to the projects agents.
Guaranteeing the quality of the versions Process Management
Managerial
Activity to organise and monitor the initialisation and carrying out of SMP.
Managing the SMP Hardware Resources Resource formed from a computer science system, a computer and a peripheral artifact.
Utilising the computer science artifact
An Ontology for the Management of Software Maintenance Projects 15 Performing the SMP Improvement Modification Activity which implements changes in a software product. The changes modify the product's behaviour or improve the quality features.
Giving maintenance service
Modification Maintenance Activity which creates or modifies one or several artifacts, changing the behaviour or implementation of the product.
Preventing Problems Improvement Activity which eliminates problems even though they have not been considered defects. Synonym: Preventive maintenance.
Main Activity Activity belonging to the main subsystem, or to the organisational subsytem defined in the process system of MANTIS.
Performing and managing the SMP Resource Element Something that is necessary for performing an activity, but is not part of the software product.
Managing resources
Retirement Maintenance Activity which is performed to terminate the life of a software product.
Terminating a maintenance service Software Resource Software tool used by the total or partial automatisation of some activities.
Using the software tool Support Activity Activity whose goal is to facilitate the carrying out of the main activities.
Giving support to the main activities Table 7 represents the fact that one activity can be composed of several sub-1 activities, or on the contrary, that one activity is part of another more complex activity. They are attributes belonging to the interface layer. 
Process organization subontology
This subontology includes the concepts which define how to carry out the different 5 activities. It also indicates how the maintenance process itself is organised. One of the main differences between the phase of software development and the 7 phase of maintenance is that the former is directed by requirements and the latter is directed by events. This means that the inputs triggered by the maintenance 16 F. Ruíz et al. 
Identification of problems and their types
Investigation activities produce reports related to the MR. These reports, called 9 investigation reports contain information about the different problems found in the software. An investigation report is an artifact of document type, which identifies 11 the reasons why a problem arises (the problem has previously been communicated by an MR), and the effects that it produces in the software. An investigation report
13
can be related to a problem which has already been analysed in previous reports, and in this case the investigation report complements the previous one.
15
The reasons for a problem arising could be within the software itself, or be produced by other causes. The most common reasons related to the software found Procedures to carry out the activities 19 One activity can be carried out by using one or more procedures. That does not mean that all the procedures are always used, because it is possible that some 21 procedures have the same means of functioning. In this case one must be chosen.
For each procedure, its type (method, technique, script) and its constraints must 23 be defined according to the paradigm and technology used [10] . The software tools useful to automate each procedure and the artifacts modified or created by the description of a problem detected in the software (problem report), or a request for 1 a change (change request).
When the MR management receives an MR, analyses which the organisation 3 agreed with the client, according to the "Service Level Agreement". In the case that the MR is within the services established, an "Investigation Report" is generated 5 from an "Investigation" activity. This report is received by the "Control Change" activity, which is in charge of deciding which modification activities are accepted 7 (in the case of there being any). One aspect to take into account is the support activities. These are invoked 9 by the process management or by the maintenance activities. Within the support activities is the configuration management, which has strong repercussions on the 11 quality and performance of the maintenance service because it is in charge of delivering the new versions of the product to users. Figure 4 shows the process organi-
13
sation subontology, where the three aspects explained (problems, procedures, and MR management), are integrated.
15
This, and the following subontologies, have concept tables similar to those presented for the previous subontology. However, with the end result of not making 17 this paper too long, in this subontology and in the following ones, only the UML diagrams are shown. . Sometimes the client and the user are the same, but the most frequent aspect is that they are not.
31
In Fig. 5 we can see that the model of agents is based on the concept of role. This allows generalisation and flexibility to represent any possible situation which 33 takes place in a real project [43] . Therefore, during the process definition, the roles and their responsibilities are established. On the other hand, it is during the project 35 planning stage, where the agents are involved, and their roles are indicated.
Workflow ontology 37
Recently, some authors [38] have suggested using workflow for dealing with software processes, thus taking advantage of the existing similarity between the two 
Workflow Ontology
Recently, some authors [38] have suggested using workflow for dealing with software processes, thus taking advantage of the existing similarity between the two technologies. The value of Workflow Management Systems (WfMS) in the automation of business processes has been clearly demonstrated, and given that SMP can be considered as part of a wider business process, it is reasonable to consider that workflow technology will be able to contribute a broader perspective to SMP. technologies. The value of Workflow Management Systems (WfMS) in the automa-1 tion of business processes has been clearly demonstrated, and given that SMP can be considered as part of a wider business process, it is reasonable to consider that 3 workflow technology will be able to contribute a broader perspective to SMP.
These reasons have led us to integrate workflow concepts in the ontology. We 
Measurement ontology
A fundamental aspect to manage and control in any project, is the availability of a set of metrics which will allow the measurement of the product that is being produced or maintained, and also how the project is being executed. Both aspects are fundamental for the quality assurance and the assessment or improvement of the process. For these reasons, and for software engineering to be considered as such, it is essential to be able to measure what is being done. For this purpose, the Measurement ontology includes the concepts of measurement, metrics, values and attributes associated with the activities, The first aspect has been modelled on the activity ontology. However, in this two nodes, identified by the associations called "begin-in" and "finish-in". A con-1 trol flow may be of different types depending on the kind or precedence that it represents: "finishing to start", "start to finish", "start to start", etc.
The iterative structures (loops that repeat the execution of an activity more than once) are represented by the activities attributes, called "iteration" and "condition 5 iteration". Activities with iteration mean that there is the possibility that several different enactments of the same activity exist during the enactment of an instance 7 of a project.
The state of execution of a project and its corresponding activities are repre-9 sented in the ontology by an attribute called "state". The different possible states are: Not started, in execution, suspended, finished, and aborted [55] . Figure 6 shows 11 all the considerations explained.
13
A fundamental aspect to manage and control in any project, is the availability of a set of metrics which will allow the measurement of the product that is being 15 produced or maintained, and also how the project is being executed. Both aspects are fundamental for the quality assurance and the assessment or improvement of 17 the process. For these reasons, and for software engineering to be considered as such, it is essential to be able to measure what is being done. For this purpose, the
19
Measurement ontology includes the concepts of measurement, metrics, values and attributes associated with the activities, artifacts and resources. This is bearing in 21 mind that the measurements can refer to both product and process aspects. This measurement ontology is based on the process measurement standard ISO 15939
23
[25]. This standard claims that it is necessary to define metrics (named measurement, noun) for the process. These metrics will help to satisfy the organization 25 information necessities. According to the standard, all that can be measured are "entities". An entity 27 is an object such as a process, a product, a project or a resource, which may be characterised through its attributes. All attributes are associated to a metric 29 which is linked to a measurement unity (for instance, number of code lines), and a measurement unity in turn belongs to a determinate scale. According to the 31 standard, four scales may be differentiated: nominal, ordinal, interval and ratio, although it is possible to establish other classifications such as Kitchenham's et al.
33 [28] . The measurement ontology (see Fig. 7 ) shows three types of metrics:
35
• Base metric. This is defined from an attribute and the necessary method to quantify it.
37
a These are the types of precedence relationships defined by PMI [38] and used in the majority of the systems for project management. However, it is possible to define other types by using other different constraints. 
Using the Ontology
The nature of an ontology implies that it cannot be validated with empiric methods. For this reason, for the development of the ontology presented in this paper, we have used Action-Research [9], a qualitative research method that has been very useful to us thanks to its main characteristics. The method focuses on a problem, requires a iterative process, and mandatory collaboration between researchers and stakeholders. Thus, the presented ontology is largely the result of the acquired experience of the collaboration with several organizations with interest in the software maintenance service field. The • Derived metric. This is defined from two or more base measure values.
1
• Indicator. The measure that gives an estimation of the attributes derives from a model. Indicators are the basis for analyses and decision-making.
3
The measurement process is directed by information necessities [15] . For each information necessity the process creates one informative product that fulfills that 5 necessity. Informative products are the base for making decisions in organisations. For more information about the measurement ontology see [16] . 
Using the Ontology
The nature of an ontology implies that it cannot be validated with empiric methods. For this reason, for the development of the ontology presented in this paper, we have used Action-Research [9], a qualitative research method that has been very In this sense, the availability of the ontology has made it simpler to define the 1 functional requirements of KM-MANTIS. It is also of great help in the design and implementation of this new software component.
3
(c) The above measurement ontology is also being used to develop a software processes measurement framework and of a tool called Gen-METRIC [15] . Taking   5 advantage of the generality of the ontology, we seek to define, and to be able to measure, by using the tool, abstract metrics or meta-metrics that define fam-7 ilies of metrics of the same nature. For example, the "number of tables in a relational schema" or the "number of modules in one product software". In a 9 similar way as in the MANTIS project, the ontology has been the key during the creation of the metamodels and models of processes, software products and 11 metrics.
Conclusions
13
This paper presents a summary of a semi-formal ontology for managing software maintenance projects. In this ontology, the main aspects, according to the software 15 process standards, have been considered: products, activities, processes, agents, measures, and some dynamic aspects (workflows). This ontology is different from 17 previous ones which have focused on static features and have been highly centred on a particular problem.
19
Another important issue is the practical character of this ontology, since it has already been used in several projects. This fact helped us to detect some of its 21 limitations and to improve them. For instance, Workflows were added when we discovered that it was very important to complete the ontology. Moreover, the 23 last version of the ontology is currently being used in the development of a new KM module, in order to manage and reuse information and knowledge generated 25 during maintenance projects management (see [54] ). Having a clear and precise ontology was critical to the construction of an intelligent system, since a common 27 conceptualisation facilitates the sharing and reuse of information.
To develop the ontology, a suitable methodology has been used, first defining the 29 concepts involved, second the attributes of each concept and third the relationship between the different concepts. An additional step to control overlaps was carried 31 out. The ontology has been represented by using REFSENO, formalism for software engineering ontologies. 
