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ABSTRACT 
The process of orgamsmg, prcpanng and conducting a meeting 1s a time 
consuming one. Additionally, geographic separation compounds the amount of effort 
required. 
Within this study, an electronic confcrcncing system in an Intranet environment 
is designed and implemented, thus enabling employees in the same organisation to meet 
up electronically without the dual covstraints of time and space. Specifically, the study 
in\'estigates incorporation of facial expressions and an ongoing polling system. 
The results demonstrate that a presence of facial expressions helps users to better 
engage in on-line discussion and that users find an ongoing poll to be useful in 
determining direction within an clcctrcmic meeting. 
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I. INl'ROUUCTION 
Bcfim~ lhc m-.-cntion of lhc lclcphonc. people commumcatcd c11hcr throug.h 
writing. gcsturcs or hy word of rnoulh. Thcsc fimns of intcr..tction wen: 1111portanl to 
allow people to discuss 1dcas. as \\'Cil as to act upon them. In this chapter. an men H.:\\ 
of face-to-face meetings. communicating by word of mouth. is prc!)Cntcd. Then. <t need 
for a new medium to be used as a tool to conduct an on-going discussion is d1scusscd. 
Finally. the aims of the project arc described and the contents of the remaining chapters 
arc outlined. 
1.1 Face-To-Face Interaction 
Humans spend large amount of time interacting with one another. There arc 
many fonns of human inleraction. of which one is mccling with people. :\s ~1intzhcrg 
(cited in Sproull & Kiesler. 1993. p. 57) obscrYcs ... people in organisations spend much 
time in meetings and group discussions ... Larkey and Sproull (cited in Sproull &. 
Kiesler. 1993, p. 57) agree by suggesting further that .. managers spend most of their 
time in this way". Orgilnisations. whether large or small. hold meetings. TI1c frequency 
of meetings can be daily, weekly or monthly. Schrage (1990. p.ll9) points out that 
numerous surveys confinn .. that American managers typically spend fully half their 
working days in meetings." These meetings can be fonnal or infonnal hut the purpose of 
such interactions remains an exchange of information. 
I 
~lec.·tincs mav take SL"n:r.tl fimns. 'I he mnst has1c fCmn 1:.0 fiu.:c·IIJ-f:.tn.: nlcCIIIll!. 
- . ·-
;Is Dix. Finla~. :\howd & lk~•lc (l'J9~. p .. no, comment. ··r:u.:t:·lo-f~tec cont;,l:t I'> tiH.: 
most pmnlii\L" limn of commumealwn - pmmtn·t:. that 1'>. in lcrnJ<; of lcdmolog:.- ... 
Fact.•-tt\-f;lcc IS the most dm.·ct mc.:ans of nnpaning a message to an ~uthcncc Knapp 
(c:ih.--d in Harper. Wiens & \-1atar.u/tl. l'HS. P- 7il point out that: 
The face is rich in communicative potentiaL It is the primar;.' site for 
communicatinl.! emotional states: it reflects interpersonal attnudcs: H 
pro, ides nonverbal feedback on the comments of others: and some say 
that. next to human speech. it is the primaJ}· source of gi\'ing 
infonnation. 
People may feel more comfonahle talking to one another because of the instant 
feedback that is inherent in this type of communication. Hollan & Stornetta ( 1992. p. 
119) say that ··face-to-face conversation pro,·ides a richness of interaction seemingly 
unmatched by other means of tornmunication:· Indeed. \lehcrab1an is quoted by 
Sproull & Kiesler (1993. p. 40) as claiming that .. 93 percent of peoples· intent was 
com'eycd by tone of voice and facial expression··. Dix et al. (1993 .. p. -PI 1 agree and 
note that if ··we consider the style of communication. the interplay between different 
channels and productivity. we instead find that face-to-face is the most sophisticated 
communication mechanism available ... This view is also shared bv Takeuchi & X::~gao 
. -
(1993, p. 187) who state that in a human face-to-face com·crsation. ··communication 
becomes highly flexible and robust. so that failure of one channel is rccm·crcd by 
another channel. and a message in one channel can be explained by the other channel." 
2 
'111c ll'ffil channel used in this instance refers to the cnrnnuum:aiJCUI mcdwrn -.tu.:h ;p., 
Yisual channel that c:tmt.-s faci<tl cxpressmns or an auditory d1;nuu:lth<JI e<unc~ :-.pecdl_ 
~unamah--r 11997. r- J77) mentions that ··every cxt"Culi,·~: wosnl'> 111 redtH.:l" lmH.: 
spent inh:r.tctmg face-to-face and asp1rcs to hanng an:1trnc·;myplacc coll;Jht~ratl\'!,: 
acti\·ittcs with teams fro~J all onT the world:· If mcctmg facc-to-f<.~cc IS so unporlanl. 
why do cxecuti,·cs want to reduce the amount of time spent m this area'.' As Schrage 
( 1990. p. I 18) points out. the answer is that people dislike meetings. 
Johansen. Vallee & Spangler (1979. p. 136• assen that""one limit of face-to-face 
communication is that c\·cl}·one must be present simultaneously for communication to 
occur." Further. they explain (] 979. p .. 138) that there arc two problems for face-to-face 
meetings- the first is a barrier of geographic distance and the second is a barrier of time. 
Therefore. if face-to-face meetings arc to he successful. all participants must share the 
same time and the same physical space. A great deal of effort is spent getting prepared 
for meeting. travelling and taking part in such meetings. This has become increasing 
difficult in our hectic world. Thus. a new medium for communication is needed for on-
going discussions to take place. 
1.2 Electronic Conferencing - An Alternative 
Aronson (cited in Sproull & Kiesler, I 993, p. I 5 I) submits that ''the telephone 
extended peoples' psychological neighbourhood in the first half of the twentieth century 
by letting pcop~.-; share common context and mundane events independent of physical 
3 
I 
proxnnily .... ·\Jding lo tlus oh!;crvallnn. Sproull & K1c!.kr (I 'J'J1, p. 151) :-;uggcsl th;d 
··c..·ompuh .. ·-r-ha..->cd cummumGtllon nMy :tlluw people.: In extend thcrr urg;misattonal 
lll:lghhourhiH-){1111 much tht· same \\;;ty ··Hence. clc-c..·tromc or compulcr confcrL"m.:mg h~!:. 
pron•n lo he an ~ppropnatc altcmall\·;,;_ Acconhng to l:a!'il•nond ( I'J'J5. p.ll ). clcclmnJc 
or computer contl:-rcncmg .. refers to a group of people who engage m comnwnicatr,m. 
learnin!!. or decision makin!!. mcdiatc..-J hv a comou1cr network ~pplication.·· 
- - - . 
The introduction of both electronic confcrcncing and electronic mail (E-mail) has 
eliminated !:loth the time and space restrictions imposed on face-to-face meetings. C'sing 
these systems. employees in the same organisation but at different time zones may also 
contribute to the discussion. 
Apart from this. electronic confcrencing has additional benefits. In face-to-face 
meetings. people normally meet for a short period of time to share information. This is 
applicable when quick decisions ha\·e to be made or new information presented, but 
when it comes to brain storming sessions. it presents a new problem. One may ask what 
happen when new suggestions arc thought of after a meeting. or when a particular issue 
needs to be debated and discussed over a long period of time. Holding numerous 
meetings over an extended period of time is one solution, but requires more resources in 
tenns oftime and commitment by all the participants. 
According to McGrath (1990, p. 42), short meetings evident in face-to-face 
meetings may be counter productive. He observes that groups that are required to 
accomplish a task with short time constraints will tend to work faster but with a lower 
4 
len: I of lJU~llity. Such 01 group may skip ccnain I<L'iks m a dc\'dnpnH.:nl !'>lag~: to rnakL: up 
for ;1 short time froun~:. ~lore nnportmllly. he sugg~:sts that much of til~: t.:onHJHIIIH:atlo!l 
actl\·itics \\Ould he cli111inatcd 111 the process. rcsuhmg 111 poor mtcrpt:r!'>unal 
relationships hctwccn group mcmht.TS. ( Jn the other hand. he ohs~:r.·cs that v. hen group~ 
arc: pn.widt..--d with a large amount of time to accomplish a task. the groups nom1<.1lly 
work at a slower rate and produce a itigher level of quality, hccausc a group may pay 
more attention to tasks which arc required to finish the project. Interpersonal 
relationships between group members may be better since there arc constant 
communication activities. Such a form of interaction can be achieved through computer 
conferencing. 
1.3 The need for Facial Expressions 
As previously stated, one of the main advantages of face-to-face meeting that 
cannot be ignored is the presence of non-facial cues. particularly facial expressions. 
With regard to the field of neurophysiology, Perret et a!. is quoted by Takeuchi 
& Nagao (1993, p. 187) as claiming that "a particular region of primates' brains is 
dedicated to facial information processing." They add that it is this capability of 
processing facial information that enables primates' to survive natural selection because 
facial expressions may be vieWed as signals that help coordinate conversation. 
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In lhctr stutly. Totkcudu & Nag;m (19'J~J propn<sc ~hat the :t\·;uiO!Illlll:_. ol f;tu;,l 
L".\prcssion IS helpful uron lirsl mkr.tcllon \\"llh the 'Y~It:m -,hey <.,ln.:,.., that lllh.:tfau:' 
S}stcm:· 
Wllilc: facial cxpn:ssions arc important. current electronic confcrcncing '>y<,tcrns 
do not li.tcilitatc their usc. McDanieL Ohon & \1agcc (I CJ'J6. p. )IJJ pomt oul lh-<~t one nf 
the main difference hcrwccn electronic conferencmg discuS'>ion:. and facc·IO·fttec 
meeting is !hat electronic confcrencing is texl·bascd and facc·lo·face d1scuss1ons arc 
oral. Other non-\"erbal cues C\"ident in face-to-face meetings arc also Jacking in current 
electronic confercncing systems. 
In summary, meeting fa::c-to-facc means that people are obliged to share the 
same time and space. which may be considered to be time consuming and less cost 
effective. Electronic conferencing allows more flexibilily. but current electronic 
conferencing systems are mostly text-based and do not incorporate facial e:tprcssions 
that are evident when meeting facc·!o-face. 
This study will evaluate incorporation of facial expressions inzo electronic 
conferencing systems and establish that use of facial expressions enhances on-going 
discussions by maintaining some of the visual cues nonnally a,·ailable in face-to-face 
meetings. A direct representation of a participant in an electronic confcrcncing is not 
presented. Instead, visual cues that depict the reaction and mood of the participant arc 
employed. 
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1. h ucnm • -nu' 
1.~ Uocumenl Srruclure 
Chapft.•r! di~usscs the h~ckgromul nf I he study ;m(J explains the unpoJtancc of 
the "thn.:t• c\ . - C\pl~im.-.1 \\ ltlun the chaph:r. The chOICe of u-.ing I nlranct techno!!';:!':· 
compan .. 'tl 10 Groupware technology 1s alsn discussed. together with the reasons frJr 
choos1ing the Ja,·a progr.mmung: language. Additionally_ the s1gmficancc oftlus study 1s 
discussed and the n.""Scarch questions arc defined. 
Chapter 3 contains a rcnC\\" of rcJc,·ant literature conccmmg the ad\·amagcs and 
shoncomings of existing electronic confcrcncing system. A justification for the 
approach taken in this study is developed through a critique of existing electronic 
confercncing designs and de\·elopmcnts. Specific reference is made to the 
Collaboration-at-a-Glance program ~o,·elopcd by Donath ( 1994) and to a study of the 
usefulness of facial expressions by Koda & Maes ( J 996). 
Chapter 4 builds upon the principles outlined earlier in the chapter three. Details about 
the design, requirement and implementation of the proposed program arc elaborated. 
Moreover. a theoretical framework of existing electronic confercncing programs is 
explained~ followed by a verification of the proposed system with test criteria. Se\·eral 
snapshots of the program interfaces are also illustrated-
Chapter 5 details the outcomes of the experiment. This chapter tackles each research 
questions through the elucidation of relevant evidence and appropriate discussions. 
Suggestions made by the participants are also documented_ 
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I. hiKOUI f lltl' 
Chaph:r (J ._·undutlt.·~ the projL-ct. :\ sununary nflln: purvo..,t.: uf lht.: s111dy 1<, clounm:ntt:tl 
as \n,:ll as the tJ\t."rall asscssmcnl of the tks1g11 and 1111plcmcn1:111on ollh..: t:\pcnmcnl;!l 
program l"h'"·n. the an:as where future res..:-;m:h may he untlcrt.akcn art.: oulfmed ;u1d 
lhscussctlm tlclail. 
Finally. this tlocumcnt includes a nurnhcr of appendices to proYidc additional 
infomration about the program used for the experiment. The following is a sumnwry of 
each section: 
Appendix A contains a glossary of terms used in this document. 
Appendix 8 contains listings of the client program. 
Appendix C contains listings of the server program that resides in the web server and 
monitors incoming requests from the client program. 
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2. FR.-\MEWORK 
The- cont~rcncmg system is dcsigm:d tu allm~- ;:m on-gomg dJscu~"'on lc• h1; 
carried out on-line \\ ith the focus on 1m pro\ ing such mlcracllons. with faCial 
exprL."SStons. The system should fulfil spec1fic requirements and assumptions ~::. 
required. In order to establish a framework for the design and implementation presented 
in later chapters. this chapter examines the background. significance and ohjccti"e a5 
well as the requirements and limitations of the electronic confcrcncing system 
developed by this study. 
2.1 Background 
1.1.1 The 'Tllree Cs' 
Following vast improvements in technology. people arc capable of working 
together employing means other than face-to-face meetings. However. whichever 
way we work together. people have to communicate, colltlhorate and co-ordinate in 
order to successfully achieve a common goal. 
The following sections explain how each of the components of the 'three Cs' 
plays a part in helping people to achieve their task. 
9 
:! •. 1.1 Commu!ric:ation 
lommunicouion is pc:rhoaps one of the most import<~nl acti\·itics ror human fu.:ing_ 
.-\ccordin1.! to Chcm· (citct.l in Short. Williams & Christie JfJ76a. p. 153J. 
- . 
communi calion refers to ""the physical signals whereby one individual can inOucncc 
t}-l behaviour of another··. Short. \Villiams & Christie (1976b, p. 169) stress the 
importance of communication when they state that "two isolated individuals unaware 
of one another's existence and with no communication can naturally have no 
influence on one another. but as soon as contact occurs, performance is affected." 
Therefore, whether people are working together on a project or engaging in a 
common sport such as playing basketball, they need to communicate effectively. This 
may be achieved through verbal means such as a formal meeting and also through 
informal discussion; or in the sporting example, through non-verbal means such as 
eye contacts and body gestures so as to signal another player to pass a ball. 
Communication may take on many forms. People meet up socially to engage in 
interesting topics and discussions. The introduction and the wide spread use 
telephony and of email enable people to converse almost anywhere in the world and 
at any time. As a result, there are usually misunderstandings and misgivings between 
colleagues and professionals working together. 
Schrage (1990, p. 6) believes that communication does not merely involve the 
exchange of infonnation because the use of symbols, images, words and models arc 
also significant for people .. to construct relevant meanings from both the available 
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inl'tlmlosUon ant! their indi\'idual expertise."' lie says ( !IJ'JO, pp. Jfl-."ll) lh<•l lhcrt.: I'> a 
modd of communicatiou consistmg of a pcrson lalkmg and anollu:r person llstcnmg. 
ho\\l.'\'t.'r hi.' says !hat as ;1 result there arc usually llliSUndcrstandmgs and llll'>glvmg'> 
between colleagues ;;nd professionals wnrkmg togcthr.:r. Al.hiltumally. anlJihr.:r 
t.'Xplosins a neeLI lOr a different quality of interaction, one that helps to cstahhsh a 
shared understanding hctwccn everyone involved. This is the function of 
collaboration. which is explained in the next section. 
2./.3 Collaboration 
Lotus Corporation ( 1995a) asserts th~t "collaboration relies on a shared space 
.... [which] serves as a touchstone for the act of collaboration, and it is essential as a 
medium to manage the ambiguity inherent in human interaction." 
In any business enterprise. a general manager nonnally conducts numerous 
meetings so as to interact with employees. These meetings typically involve the 
employees reporting on their latest progress and this may result in further 
discussions. Schrage ( 1990, p. 31) observes that these people arc not really 
collaborating with one another. instead, they are merely exchanging infonnation 
when he says '"collaboration means that people are less interested in displaying data 
than in creating a shared space to play collectively with ideas and information." 
Thus, the key to collaboration is not merely to collect data but to understand the 
data provided. It is the understanding part that should be achieved. 
II 
1. I • .J C o-ordinutio11 
The 1hird clement that fom1s the 'three C\·. is co-ordination. So far, we know th<.~t 
pcoph:: have to communicate and collahoratc in order to share infonn<.~tion <Js \veil as 
to increase their knowledge about particular infonnation. Lotus Corporation ( IIJIJ5c J 
claims that much of these interactions occur in a very unstructured nature. 
People normally access infonnation only when required. They interact with one 
anmher in a dynamic and as needed basis. This may be viewed as being logically and 
principally correct but Lotus Corporation ( 1995c) insists that organisations are run in 
a much more structured manner. one that requires all employees to obey company 
policies and go about accomplishing their jobs in a structured and step by step 
manner. For example. a marketing rcpon has to be properly checked. approved and 
presented before it is carried out. All these activities need to be properly co-ordinated 
so that a project may be achieved accordingly within budget to achieve a predefined 
set of requirements. Co-ordination. therefore. acts as the blanket that covers the two 
important areas of communication and collaboration. 
1.1.5 Coordination Through Groupware 
The concepts of groupware complements coordinated work. Implementation of 
the 'three Cs' does nol guarantee success unless undertaken by all parties involved. 
Argyle (cited in McConnell 1994, p. 12) defines this factor as "acting together, in a 
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coordinated way at work. or in social relationship, in the pursuit of shared goals, the 
enjoyment of the joint activity, or simply furthering the relationship." 
Lotus Corporation (1995d), supported hy the Yankee Group (1996), assert that 
coordination is a fundamental principle within a groupware environment. The 
concept of groupware is now being seriously challenged hy Internet technologies. 
Leon ( 1994, p. 229) defines the Internet as "a set of protocols for data transmission 
and control, a set of services or utilities, and the people who use them." The Internet 
represented a common platform whereby information can be accessed easily and 
conveniently. According to the author, the Internet is also described as "a highway of 
ideas and as a library without walls". The accessing and transferring of this large 
amount of information and ideas are made easier via the use of Internet World Wide 
Web browsers such as Netscape Corporation's Navigator. These browsers have a 
'point and click' interface which link each user to a huge mass of information. 
2.1.6 Aclrieving tire 'Three Cs' with an lntra11et 
To embrace the 'three Cs', a new concept was born to take advantage of the 
Internet, namely an Intranet - a term used to describe implementation of Internet 
technologies within a corporate organisation instead of external connection to the 
global Internet. An Intranet takes full advantage of Internet open technology to 
achieve co-operation in an internal organisation. 
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Australian Personal Computer (I ()96, 70) states that all bough "traditional 
groupware solutions can streamline an organisation's wmmunications and enhance 
collaboration. they also have a reputation for complexity which can result in high 
startup and running costs." Moreover, t:lC editor of Australian Personal Computer 
(1996, 70) suggests that "lntranets, which take the open technology of the Jntcmc:t 
and apply it to internal company networks, offer a cheap and relatively simple 
alternative.·· 
From the definition of electronic conferencing and its potential advantages 
discussed in Section 1.2, there is an understanding that electronic conferencing offers 
a new way for people to interact without regard for time and space. Therefore, if 
electronic conferencing is to be implemented within an Intranet environment, it will 
allow people within the same organisation to hold an on~going discussion without the 
knowledge of the wider community residing outside the organisation. This could 
bring about numerous benefits not evident in current electronic conferencing 
systems. This benefit is discussed in the next section. 
2.2 Significance of the Project 
A great deal of time is SJi~nt organising~ travelling to and attending meetings 
whichmight only last for a very short time. Many people are constrained either by being 
geographically distant or by limitations of time. In the business world, 'Time is rnonef 
and therefore costs incurred due to wasted time may add up to quite substantial 
amounts. 
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To cncour:tgc •• more productive outcome from mcdmgs omd an tm~gomg 
discussion. :1 common p!..nli.m11 is needed tlmt is rc:uflly a\'ailahlc to cn:ryonc and 1~ w~t 
cllicicnt. lntemct tL"Chnology offers such ncxihihty. It is not only far~rcadung hul ;d<,11 
casilv accessible. That means that the Intranet contains not onlv the S<tmc scr.1cc<.; 
. . 
c\·idcnt in Internet technology but has the added funcuon of heing able to restrict the 
access of that infom1ation for internal usc only. Therefore. the Intranet is •"~ suittihlc 
medium for an electronic confcrcncing system to be built upon. 
Ha\·ing established a suitable technology. a tool to use the technology IS required. 
Such a tool is the Java programming language. Oc\·cJopcd by Sun ~1icrosystcms. it is 
designecl to be smalL simple and portable across heterogeneous platforms and operating 
systems. More importantly. Java can be programmed to work with Internet Web 
browsers or as a stand-alone program. 
Java is a fairly new programming language at the time of this writing. and has 
mostly been programmed for uivial tasks such as executing animmion programs 
(applets) on the \\'eb browsers. A significant part of th]s project is also to determine if 
Java can be used to develop more complex applications. This study subjects the Ja\·a 
programming language to the rigours of de\·cloping a complex application. 
2.3 Purpose of the Study 
This study investigates the possibility of developing an electronic confercncing 
system that uses facial expressions and textual information to conduct on-gotng 
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discussion. By d~vdoping such a confcrcncing system in <ul lntr.mct cnvmmmcnt usmg 
Jav:1. ~~common m~dium is availahlc for an orgamsation"s personnel to contrilmh.: thc1r 
ideas without timt.: or space constraints, allowing people in an orgo.mis<Jtion to hccomc 
more innllwd in discussions during a mt-cting. 
2.4 Research Questions to be answered 
The focus of the study is in the following areas: 
• Will a single presentation of facial expressions make electronic confercncing more 
acceptable? 
• Is the use of colours to represent different facial expressions useful? 
• \Viii an ongoing poll make electronic conferencing more acceptable? 
• Do the users find the colours implemented in the polling system helpful? 
• Will the electronic conferencing program promote beucr discussion? 
2.5 Assumptions and Limitations of the Study 
Since the project deals mainly with human test subjects, the result is a subjective one. 
Some of the main drawbacks of this study include: 
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2.5.1 Small Tt•.WiiiJ.: gro11p 
The project was tested on eighteen suhjccts, providing indict.~tivc results only. 
2.J.2 Ja1'a Programmi11g l.anguage 
The Java programmmg language is the software for the development of the 
proposed system. Java is employed because it has been designed to be platfonn 
independent (Gosling & McGilton, 1995; Lemay, 1996;). As Gosling & McGilton 
(1995. 14) explain. "Java is designed to ... be deployed into heterogeneous 
nehvorked environments . . . . [Hence], your programs are the same on e\·ery 
platfonn - there are no data type incompatibilities across hardware and software 
architectures." Mendelson (1997, 103) emphasises that "the advantage to using Java 
programs is that you can download them from the Internet or a server when you need 
them, and then run them on any platfonn with a Java virtual machine:· 
Another important aspect of Java, substantiated by writers such as Naughton & 
Schildt (1997) and Enck ( 1997), is that it supports the TCP/IP network protocol. 
Enck (I 997, 67) stresses that .. Java applications can be standalone or client/server 
applications that ride over TCP/IP, the most popular network protocol on the planet." 
Furthermore, Dragan & Seltzer (1997, 100) observes that Java "has evolved from a 
tool for dressing up Web pages ~n the 
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next great platfom1 lOr lntcmct/Jntr:mct computing." Thercll>rc, Java makes the task 
of Jcvcloping 11 client/server program in an Intram:t environment much easier with its 
rich set of networking classes. 
Nevertheless. at the commencement -of this project, Java was in its infancy and 
the earliest version of Java (version 1.02) \Vas used. Much of the other functionality 
of Ja\'a 's later \'ersions such as database access (JDBC) was not available, leading to 
a less efficient method for storing discussion infonnation. Although this did not lead 
to problems with the program. it did slow the system down durit1g the experiment. 
Summary 
To work harmoniously and effectively, people need to Communicate, 
Collaborate as well as Coordinate their activities togrther to achieve a common goal. 
Therefore, co-operation by all parties involved must be achieved. 
In traditional meetings where people meet face-to-face to conduct discussion and 
exchange information, people have to maintain the same place and time to make it 
possible. Electronic conferencing eliminates that constraint and enables a more 
prolonged and thorough discussion. 
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While electronic confcrencing ofiCrs adv:.mt<.~gcs, the majority of systems 
available today arc mostly text-based, which is restrictive hccausc text often results m 
ambiguity and misunderstanding. This study ascertains that facial expressions mt~y he 
used to make the discussion more productive ami to reduce some of the t~mhiguity 
presented in a text only environment. 
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3. LITERATURE REVIEW 
The aim of this chapter is to discuss the usefulness and limitations of electronic 
confcrcncing systems in general. The main focus is on specific studies undertaken by 
researchers in this area and the different approaches taken thus far. 
3.1 General Literature 
3. i.l Descriptio" of Electronic Co11Jere11cing 
Electronic conferencing has been established in Section 1.2 as an alternative to 
face-to-face meetings. Gehris (1998, p. 140) defines computer conferencing as "an 
electronic means of sending, viewing, and sharing real-time communications in areas 
of common interest via one or more of the following media formats: text, graphics, 
audio, video, and/or animation." 
Eastmond (1995, p. 68) offers an alternative view of electronic confercncing as: 
having a room full of typewriters, perhaps set in groups on 
different desks, clustered by subject area. And, each one is 
labelled with a specific writing topic. During the week, day and 
night, men and women enter the room from different doors, 
rarely at the same time. They spend .... time reading what 
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others have typed .... on each topic mH.l adding their own idea~. 
Then they leave, only to return in a couple or dllys to sec who 
has responded to them . . . . and how the various topical 
discussions have progressed. 
3.1.2 Example.\· o[Eiectrmtic Con[ere11ci11g .\)'Siems 
According to Gehris ( 1998, p. 141 ), there are two types of computer 
conferencing application programs 
examines each in more detail. 
3.1.2.1 Unix-Based programs 
Unix-based and Web-based. This section 
Two Unix-based programs are discussed. The first is a program known as Talk 
and the other is a more popular program called Internet Relay Chat or IRC. Both 
programs are text-based and easily accessible. 
Talk may be considered to be the simpler of the two programs. The concept of 
Talk follows very closely the practices found in the face-to-face model. In such a 
model, there must be at least two people for a conversation to take place. 
Similarly. to estab1ish a Talk session, there must be someone available to accept a 
request for a chat to commence- that is, the person who is initiating the Talk must 
find someone on the host computer or other computers in different networks to 
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establish a link. Talk was not designed to handlc multiple <.:onnectiom. with many 
pt:<1plc. therefore. only two people may 'talk' at one time. An example of a 'talk' 
scsston is shown in Figure ~.1. 
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Figure 3.1 A Talk session in progress. 
The most often employed program of the two is Internet Relay Chat. The 
reason for its popularity is that Internet Relay Chat allows a user to 'chat' on 
various topics with many people simultaneously. The only clue to a user's identity 
is through an alia~ that each one of the users ha~ a~signed for themselves. 
Thousands of topics are available on an Internet Relay Chat system. 
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.3.1.2.2 Wch-B<~scd progr<~m~ 
Gdub ( 1998, p. 141) explains that the <~forcmcntioncd text-based program~. 
T<tlk and Internet Relay Chat, hllvc been available for usc on the Internet for some 
time and claims that web-based programs "open up communication possibilities 
that are not possible or ineffective with the text-bao;cd programs." With 
improvements in Internet technology, numerous electronic confcrcncing programs 
have been designed to make full usc of this open technology. Web-ba'ied programs 
are easily accessible and thus capture a wider number of users who wish to discuss 
various topics available on the system. 
Gehris (1998, p. 142) provides two examples of such systems. The first 
program is called Netscape Chat and the other is known as WebChat. Netsca·pe 
Chat is a program developed by Netscape Corporation, the same company that 
designed the World-Wide-Web browser- Netscape Navigator. The Netscape Chat 
concept is similar to the text-based Internet Relay Chat program counterpart, but 
additionally offering an ability to chat with multiple users on several topics 
simultaneously and an ability to share World-Wide-Web addresses or URLs 
(Universal Resource Locator) with other chat users. 
The second Web-based program, Webchat, employs a different approach. It 
offers all of the functionality of Internet Relay Chat and, additionally. users have 
an ability to incorporate images and video clips a~t well a."> text into their chat. 
Donath & Robertson (1996) have developed similar type of Web-based program 
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known as "The Sociable Web'. These new types of Web·baseJ programs provide 
an improvement to systems that arc mainly tcxt~hascd. 
While this represents an improvement to text-based systems, thc.e is no 
specific implementation of facial expressions incorporated into these or other 
types of systems seen thus far. Furthermore, since each session is real-time, there 
is no record of a conversation, thus users cannot refer to previous discussions. 
3.1.3 Other examples of Electronic Conferencing systems 
All of the systems previously described provide real-time communication. 
However, the same problem of face-to-face meetings remains, namely that all 
participants must meet in the same space and time to conduct such sessions. 
Nevertheless, there are systems that are designed to allow users to communicate 
without space and time restrictions. One such system is the Usenet Newsgroup 
program developed by Netscape Corporation and the other is the use of electronic 
mail or email. 
3.1.3.1 Usenet Newsgroup program 
Dyson, Coleman & Gilbert (1997, p. 10) define Usenet as "a network of 
computers that distribute Usenet news groups." Further, Crumlish ( 1995, pp. 77-
79) says that .. Usenet is a network of other networks ... all of which have made 
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bilateral agreements with other members ofUsenet to share and exchange 'news"' 
which has been called the biggest bulletin board in the world . . . . [similar to] an 
enormous magazine rack, filled with magazines, each of which have infinitely long 
letters-to-the-editor pages and no articles." 
According to Crumlish (1995, p. 80), a newsgroup is "an 'area' for posting 
articles on a given topic. The topic names are arranged hierarchically, in order that 
people might be able to look for and find newsgroups of interest in a systematic 
way." Users may access Usenet at anytime and read messages under different 
topics, either contributing their own ideas or responding to messages left by others. 
The newsgroup program is far more flexible in terms of time and space than other 
types of systems mentioned thus far. An example of a newsgroup program is 
shown in Figure 3.2. 
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Figure 3.2 Netscape Usenet Newsgroup program. 
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3.1.3.2 Email 
In recent years. the us;;agc of email has increased considerably. As the name 
suggests. the main purpose of email is to allow people to send mail electronically 
to one another across time and space. Whittaker & Sidner ( 1996, p. 2) sugge~l that 
the use of email today has changed from a communication application only, using 
the term email m·erloCld "to describe the use of email for functions that it wa'i not 
designed for:' They provide some examples of email usage, including task 
tracking, appointment scheduling and storing names and addresses. Additionally. 
use of email has extended to include ongoing discussions, much like a news group 
program. This presents a problem since it normally takes a few exchanges of email 
to resolve an issue; and there is no standard to follow with regard to whether a 
history of previous discussions should be included in the email as a conversation 
progresses. 
According to Whittaker & Sidner (I 996), such an activity leads to a big 
increase in the number of emails that people receive whilst they are involved in 
discussions and decision making. Since everyone who is participating in. a 
discussion needs to be updated regularly with the latest information, each copy of 
an updated email should be forwarded to everyone. Besides having to organise the 
current volume of emails they receive, users must also take a considerable amount 
of time and effort to work out threads of a conversation within a list of emails. On 
the one hand, if previous discussions are included together with new input. an 
email will be lengthy and prove to be difficult to read. It is not included. it may be 
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difficult to follow a discussion, especially if several discussions are carried out 
simultaneously. Studies such as these by Grudin (1990) and Whittaker & Sidner 
(1996) suggest that too much time and effort is needed to read and reply to 
meetings based on emails, leading to users not responding to emails. 
LotusCorp (1996b) shares similar views and states that "as the volume and 
complexity of information increases, users reach the point of diminishing returns in 
productivity." This is illustrated by a graph drawn from LotusCorp (1996b) shown 
in Figure 3 .3. 
Point of 
Productivity 
Diminishing : I Returns : 
\ l 
, 
Capability 
Time 
E-mail 
Volume 
Productivity and lnfonnation Overload 
Figure 3. 3 Productivity and Information Overload. 
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Summary of General Literature 
The study undertaken appears to be significant based on literature relating to 
electronic confercncing. There arc few electronic confcrcncing systems designed 
specifically to deal ·with facial expressions. In addition, no attempt has been made to 
allow user to display their opinion through a po11ing system. 
The following section will address specific limitations of electronic conferencing 
systems. lack of non-verbal cues and a need for facial expressions. Use of colours and a 
concept of voting will also be addressed. 
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3.2 Lih!ralure Specific to Stud)' 
This section dcscrihcs factors such as the benefits and limitations of current 
electronic confcrcncing systems, including the need for no/H'crbal cues such as facial 
expresstons. 
3.2.1 Current Limitations ofEledronic Conferencing 
Research into the usefulness of electronic conferencing systems has been 
conducted since the late 1970s (Johansen, ValJee & Spangler, 1979). There have 
been numerous studies into the behaviour of electronic group interactions and 
electronic conferencing systems, such as Olgren & Panica (1983 ); Cross (1984 ); 
McGrath (1990); Kakuta & Yoshida (1992); McNeese, Zaff & Brown (1992): 
McNeil (1992); SproulJ & l(jesler (1993); Wilkins & Nantz (1994): Anderson 
(1995); Brandt & Briggs (1995); Eastmond (1995); McDaniel, Olson & Magee 
(1996); Whittaker (1996) and Gehris ( 1998). 
A common theme among the literature is that most of the electronic conferencing 
systems are text-based, with the exception ofWebChat and Netscape Chat. which arc 
Web-based. Text-based systems have some limitations that will be discussed in the 
following section. 
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3.2.1. I Issues with Text Onl_y 
Kinney & Dennis (I 1)94, p.22) observe that "when people comrnunic:ttc in 
traditional face-to-face interactions, they have hath visual and auditory sensory 
channds to rccci\'c and send infommtion --a communication 'rich' environment·· 
Howe,·er, Dix ct al. ( 1993, p. 489) note that .. for asynchronous groupware (and 
e\·en some synchronous systems), the major fonn of direct communication is text 
based." This is restrictive. because .. messages sent via computer text arc often 
perceived as being more task focused and less personal'' (Hiltz, Johnson and 
Turoff. cited in Kinney & Dennis. 1994, p. 22). 
Another problem inherent in computer-mediated communication, as Kinney & 
Dennis (1994, p. 22) point out, is that it ''lakes longer to type ... because users 
often send computer messages as one block of text. making it difficult to interrupt 
the sender." This view is shared by McGrath ( 1990. p. 51) who suggests that 
••typing is much slower than talking even for the best of t)'pists. ·· Se\·eral students 
in Eastmond's ( 1995, p. 70) study also thought that it takes too much time to type 
in the messages as well as reading other peoples' comments. The students claimed 
that the same task could be accomplished in a regular classroom in a shorter 
amount of time. Therefore they viewed this means of communication as 
inefficient. 
30 
While f\kDanicl ct al. ( Jl)l)(). p.44) expressed similar v1ews, they added, 
··contrihutions were. on avemgc, almost three times longer" in computer 
communication than in fm:c-to-facc communication. Collahomtion solt\varc that 
has the same capacity as E-mail messages allows users to view text messages in 
their own time. Similarly, when old conversations arc available on-line, users 
(both old and new) have the advantage of being able to refer to those discussions 
before contributing their own. This allo\I.'S them to not only familiarise themselves 
with how the group interacts but also allows users to catch up with previous 
conversations (Whittaker. I 996, p. 4 I I). 
This findings is consistent with Ochs's (cited in McDaniel ct al., 1996) belief 
that systems which allow users to produce their discussion off-line before 
submission enable users to plan and reflect on their contribution. Thus. users may 
organise their thoughts much more thoroughly. which can be an advantage 
compared to face-to-face meetings where instantaneous feedback may lead to 
users saying things they did not necessarily mean. 
In studies with distance learning students by Eastmond (1995. p. 69). it has 
been shown that some subjects say that .. the text environment more truly com·cyed 
ideas and aspects of peoples· personalities than in-person setting because these 
communiques were unhampered by irrelevant physical characteristics and cues:· 
This observation supports a suggestion by McConnell (I 994, p. 67) that 
.. participants can use the time to dig deep into issues .... [as well as] revisit 'old' 
conversations and restart them." Gehris (1997, p. 140) also 
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agrees that participants can easily review comments made by others. The samr.: 
author snys that some of his subjects believe th<.~t the <.~vailahility of text written hy 
others enables subjects to pay more attention to what is being said. Some think 
thm by using a text-based environment, participants tend to think thoroughly about 
what they want to present to the recipients (whether the written words arc too 
harsh or too gcncml). before submitting their discussion. Nevertheless, Eastmond 
( 1995. p. 69) warns that text only communication Jacks body language. In 
interviews with one of his subjects, he observes that a large amount of body 
language is involved. 
3.2.1.2 Lack of Non-Verbal Cues 
Programs such as Wehchar allows users to incorporate images, audio and video 
clips, however there appear to be no specific studies into the use of non-verbal 
cues in both the text-based and web-based systems. From discussion in Section 
1.3, non-verbal cues are understood to be as important as verbal communication. 
According to Inoue, Okada & Matsushita (1995, p. 227), "'non-verbal 
communication conveys feelings more deeply than verbal communication." 
Birdwhistell is quoted by Inoue et al. ( 1995, p. 227) as claiming that '"65-70% of a 
whole message is nonverbal". Mehrabian (cited in Inoue et al., 1995, p. 227) 
indicated that the figure could be as high as 93%. 
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Non-verbal cues can he translated in many fi:mns. Some examples include the 
usc of gestures, H1cial expressions and body hmguagc. However, K:tkuta & 
Yoshida (I 9tJ2. p. 257) declare th<lt computcr-mclliatcd communication "lacks the 
presence of non-verbal communication channels such as facial cxpn~ssions, 
gestures, etc and therefore it tends to be said that it reduces social context cues." 
This is particularly true for the majority of existing text-based electronic 
conferencing systems. 
3.2.1 .3 Lack of Facial Expressions 
Several studies into the use of electronic conferencing have indicated a Jack of 
non-verbal cues. Among the literature, Inoue et a!. ( 1995, p. 228) suggest that non-
verbal communication cannot be properly translated in traditional character based 
network communication. Nunamaker (1997, 375) goes further by blaming 
unstructured meeting process and missed signals as the culprit for failed and 
counterproductive meetings in existing conferencing systems and claims that the 
lack of "non-verbal cues such as gesturing, pointing, eye-gaze, handshake and 
other components of body language that encourage engagement in a met~ting" 
attributed to this failure. One of the most common non-verbal signals that people 
rely on is facial expression. 
Short, Williams & Christie (1976a, p. 157) assert that "the face is the most 
expressive part of the body. It is also the part of the body that is most visible and 
most attended to during the interaction and thus usually the area that is most 
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consciously controlled." To surport thi:; argument, a study by Shapiro, Foster & 
Powell (cited in Short ct ill., 1976a, p. 151 ) f(Hmd that "in judging gcnuincm.:ss, 
empathy ami wannth in therapists, subjects responded more to facial than body 
cues; with body cues alone performance was ncgligihlc." In their experiments, 
Takeuchi & Nagao (1993, p. 191) conclude that users who hold conversations 
with a system incorporating facial expressions have far better results than users of 
a sysLCm displaying only short phrases using text. 
Users of electronic conferencing attempt to make up for an inability to express 
feelings. The following section is an overview of two conventions that arc 
currently practiced by many people to express their feelings and moods through 
the use of text. 
3.2.1.3.1 Text Symbols (Smilies) 
The limitation of text has Jed to a number of users resorting to using 
symbols, otherwise known as Smilies, to express how they feel. These 
smilies are typically typed using standard text symbols and must be viewed 
sideways. McConnell (1994, p. 77) gives examples of smilies, as follows: 
:) I'm happy 
:( I'm sad 
:S I have mixed feelings 
8) I'm wide awake 
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This suggestion is echoed by Sproull & Kiesler (1993, p. 51) and Dix et 
al. (1993, p. 491) who report similar use of the smilies in well-established 
electronic mail communities. Additional examples of the smilies are as 
follows: 
:-) 
:-( 
;-) 
a joke or happiness 
Bad news or unhappiness 
winking face, humorous 
Turoff (cited in Cowan, 1984, p. 230) suggests more: 
( +) Smile 
)-( Frown 
-! Decrease the emotion 
+! Increase the emotion 
Although Sproull & Kiesler (1993, p. 51) agree that these symbols show 
the mood of a person writing.a message, the authors argue that "such cues 
weakly signal mood, they are flat and stereotyped". They further suggest 
that the textual expression, such as a happy facial reaction, expressed by one 
person does not differ to that of another. i.e. the smilies do not suggest 
whether it belongs to the first or second correspondent. 
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3.2.1.3.2 "Emotional" Text 
Nojima (cited in Inoue et al., 1995, p. 227) suggests that although a 
smiley does reduce misunderstanding, "the meanings of 'Smilies' are not 
always understood properly." Inoue et al. (1995, p. 228) clarify this by 
stating that "receivers of a smiling 'Smiley' sometimes take it [as] an irony 
due to its context and shortage of non-verbal information." 
Besides translating text into pictorial form as smilies, users also use 
written text to express their emotions. Examples of this practice include a 
display of emotion such as <*Chuckle*> or a display of movement such as 
<*Shrug*>. Mynatt, Adler, Ito & O'Day (1997, p. 9) give a further 
example of how users might translate speech and bodily movement into text 
to express how they feel. Figure 3.4, reproduced from Mynatt et al. (1997, p. 
9), illustrates how this might be done. 
A warm fuzzy feeling approaches you ... 
HugHugHugHugHugHugHugHugHugHugHugHug 
HugHugHugHugHugHugHugHugHugHugHugHugHugHug 
HugHugHugHug 
HugHugHugHug 
HugHugHugHug Tinlizzie 
HugHugHugHug 
HugHugHugHug 
HugHugHugHug 
HugHugHugHugHugHugHugHugHugHugHugHugHugHug 
HugHugHugHugHugHugHugHugHugHugHugHug 
You've been enveloped in a warm hug by Hobbes. 
Figure 3.4 Display of emotion using text. 
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While the text itself can be used to translate various emotions, the letters 
in the text are also important. The use of upper and lower case letters 
portray different meanings when included in a message. For instance, the 
message 'DO NOT DISTURB ME!' can have a different impact from 
using lower case letters such as 'Do not disturb me!'. When upper case is 
used, it normally indicates "shouting and strong words ... to suggest 
emphasis" (Eastmond, 1995, p.118). Therefore, great care must be taken 
when deciding on which case to use since a wrong choice will result in 
misunderstandings and be regarded as offensive. 
3.2.2 Advantages of Electronic Conferencing 
According to Eastmond (1995, p. 147), factors such as age, gender and race are 
not on-line issues, enabling more honest communications to take place. This view 
supports that of Zuboff ( cited in Sproull & Kiesler (1993, p. 43), who state that 
the remote and textural qualities of the computer ... eliminated peoples' 
advantage or disadvantage over one another. Those who regarded 
themselves as physically unattractive reported feeling more lively and 
confident when they expresses themselves in a computer conference. 
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Harasim (cited in Eastmond, 1995, p. 16) shares a similar view when he remarks 
that computer conferencing offers "a more equitable distribution of communication . 
. . because everyone has an equal opportunity to express themselves, and no one can 
easily dominate the conversation." McDaniel et al. (1996, p. 44) further adds that 
users contribute more in a computer-mediated environment than in face-to-face 
meetings where space constraints limit the number of participants. 
Furthermore, Harasim (cited in Eastmond, 1995, p. 16) suggests that computer 
conferencing "amplifies intelligent development by supporting divergent thinking 
through idea-generating activities." Sproull & Kiesler (1993, p. 51) express a similar 
view. Studies done by the two authors concluded that: 
As compared with their face-to-face counterparts, electronic groups will 
consult more people, which will increase the number of alternatives 
considered. They will more often ignore faulty reasoning promulgated 
by people who, face-to-face, have good social skills or organisational 
status. 
Anderson (1995, p. 118) claims that one of the reasons for the popularity of 
electronic conferencing systems is that "groups can communicate without space and 
time restrictions ... [thereby] creating potentially continuous dialogues." According 
to Olgren & Panica (1983), this is possible because electronic conferencing offers 
both synchronous (real-time) and asynchronous communication (messages are 
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stored). The authors state that "research has indicated that users strongly prefer 
asynchronous computer communication. Generally only 20 percent of conference 
groups bother to meet synchronously." According to Johansen et al. (1979, p. 19), 
because people do not have to meet physically, they are safeguarded from 
uncomfortable meetings in unfamiliar surroundings. 
In spite of these advantages, electronic conferencing will not replace face-to-face 
meetings completely. Sproull & Kielser (1993, pp. 73-74) argue that face-to-face is 
ideal when a complicated decision involving multi party negotiation must be made, 
since it is hard to persuade subtly via electronic means. The authors add that face-to-
face meetings are more focused and productive since participants have a chance to 
review issues electronically before a meeting, hence, there is a likelihood of clearing 
up confusion and identifying key issues quickly. The two authors (1993, p. 153) sum 
it up best when they assert that even though electronic conferencing "does not 
substitute for face-to-face communication, it can keep people reminded of one 
another so that every new face-to-face meeting is not a meeting of strangers but a 
meeting of neighbours." 
3.3 Similar Studies 
This section will examine studies undertaken by other researchers, especially 
Tomoko' s work which justifies the use of smilies. Another system investigated is the 
Collaboration-at-a-Glance program. 
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Commercial electronic conferencing systems have enabled the use of facial 
expressions, body gestures and other types of body language, for which studies have 
been conducted. One such study is that of Donath (1994), who developed a program 
called Collaboration-at-a-Glance. 
3.3.1 Collaboration-at-a-Glance program 
Donath (1994) suggests that a substantial number of programs have been created 
to support collaborative work. Nonetheless, these programs mostly emphasise task 
performance. The author argues that apart from tools that allow people to collaborate 
on specific task, it is also important to allow casual collaboration, which are 
unplanned meetings that take place frequently between colleagues. Although these 
meetings might take place along a corridor or in other informal environments, they 
are a highly productive part of work experience. Thus, the Collaboration-at-a-Glance 
program was built to support casual collaboration among members of electronic 
communities. 
The Collaboration-at-a-Glance program provides a graphical representation of 
participants where each members can detect the presence of others, working in a 
similar manner to the Internet Relay Chat in which names of participants are denoted 
by nicknames assigned at the commencement of a session. Figure 3.5 provides an 
example. 
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Nickname 
<Zombie> 
<Batty> 
<Quack> 
Comments 
Hi Guys ! How are we today? 
=8) Just Lovely ! ! ! 
No complaint as yet! 
Figure 3. 5 Example of an IRC chat session. 
The Collaboration-at-a-Glance program displays images of each of participants' 
face on the screen in addition to names. Figure 3.6 provides a snapshot of the 
Collaboration-at-a-Glance program. 
Figure 3. 6 Portion of Collaboration-at-a-Glance program. 
The Collaboration-at-a-Glance screen in Figure 3.6 depicts a typical sess10n 
among users of a system showing a group of faces turning toward one another as if in 
conversation. As a session progresses, there are occasional movements of the faces, 
with some of the faces turning to face a different person as they engage in 
conversation. 
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The Collaboration-at-a-Glance program attempts to usc eye contact as a source of 
infoml<.ttion. The program reproduces the same action as in a normal conversation 
where one would tum to face one another when initiating a conversation. Hence, all 
faces on the screen will in tum be looking towards the user that is the centre of 
attention. This provides a user with information on which members of a discussion 
group are speaking and listening. Thus, the program provides a graphical interface 
for an electronic group, using real images instead of caricatures or smilies. This will 
be discussed in more detail within this section. The Collaboration-at-a-Glance 
program appears to be the only attempt that uses non-text facial representation in a 
conferencing system. 
In her study, Donath (1994, p. 494) uses snapshots of the users' head movements 
from every angle for use in the system. However, she maintains the same facial 
expression for each user of the system. This means that although the user might know 
with whom they are conversing. they have no indication of how the rest of the 
participants are feeling about a particular discussion apart from an exchange of text 
messages. 
3.3.21nterface Agents 
There is a considerab]e amount of literature on the study of facial expressions, 
where the emphasis is: on the use of real images, as evident in the work of 
Terzopou1ous & Waters (1993), Tatsuno, Suzuki, Yokoya, Jwasa and Takemura 
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( 1996) and Donath (I 9')4 ); or in the usc of synthesised three-dimensional inwgcs, a!> 
described by Takeuchi & Nagao (I'J1n) and T<Jkcuchi & ~aito (1 1J95). There havt.: 
been \'Cf)' fCw studies into the usc of othcr types of displays such as ct~rica!Urcs ami 
smilies. Howc,·cr. there arc studies in the Jiclds of computer interface agents or soci(:l] 
agents. tvtaes (1994) explores the usefulness and different approaches taken 111 
building interface agents. Parise. Kiesler, Sproull & Waters (1996) show that a high 
level of cooperation may be achieved with a computer agent that looks like a person. 
On the other hand, a lower level of cooperation is achie,·ed when a picture of a real 
dog and a cartoon dog are used to represent the interface agents. The study is Jess 
specific about the types of human-like interface agents that may be used. 
In a similar study. Koda & Maes (1996) demonstrate that having a face does not 
have a negative impact on users. Instead, personified interfaces help to make a user 
more engaged in a task. While the two experiments yield the same result, the 
representation of interface agents used in the two studies \·aries. Parise et al. (1996) 
use real images and a cartoon dog but Koda & Maes (1996) include both male and 
female realistic images and caricatures, a cartoon dog and smilies. The Koda and 
Maes (I 996, p.6) study shows that, in judging perceived intelligence between 
personified interfaces, caricatures and smilies, the subjects .. rated all three faces to be 
equally intelligent, and they thought that the Smiley (less realistic) face represented 
the true level of competence more appropriately." On the basis of this finding, 
smilies are used in the current study. 
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Summar~· 
While there an: a considerable numhcr of studies available which investigate 
facial expressions. only the Collaboration-at-a-Glance program explores its usc Ill an 
electronic confercncing system. The Collaboration-at-a-Glance program provides a 
graphical interface \\.'here people can meet socially in an on-line environment. The 
images of the users' face arc manipulated in ways that create the impression that people 
are looking at one another when engaging in a conversation. However. only a single 
representation of facial expression is presented for each user in the program. There is no 
way of presenting emotions through the use of facial expressions except through a text-
based messaging system. Thus, the program lacks a means of gauging general moods 
and feelings of participants in the group. Few studies exist that examine the use of other 
types of display such as caricatures and smilies except the experiments employing 
interface agents undertaken by Parise et al. (1996) and Koda & Maes (1996). Both 
studies demonstrate that having personified interfaces enhance users' co-operation and 
engage them in a task. When compared to real images, smileys pro\"ide a simplification 
of human-like expressions that may be represented easily and appropriately in an 
electronic conferencing system. For this reason. this study employs smilies instead of 
real facial images. 
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4.1 The issue of Time and Space 
Within section 1.1, it has been established that face-to-face meetings arc the 
richest form of communication compared to other medium such as email, video, audio 
and electronic conferencing because of immediate graphical and auditory feedback 
available when we communicate fhce-to-face. As McConnell (1994, p. 67) comments, 
.. the sense of immediacy is perhaps one of the most important aspects of face-to-face 
meetings." Ho,vever. Section 1.1 also indicates that meeting face-to-face has its 
drawbacks. One such drawback is time. 
There is no doubt that time plays an important role in the running of our lives. 
According to McConnell (1994, p. 67), "time is important and is a limiter". That is, in 
most situations. we do not dictate time but rather time dictates us. In the Uusiness \vorl d. 
'time is monef. therefore we have to maximise every effort and ensure that these effons 
become fruitful. It follows, therefore, that time is a factor when conducting meetings. 
McConnell (1994, p. 67) states that in face-to-face meetings, "the work of the group is 
punctuated by periods of time when members work together, and periods of time when 
they are apart .... [which may result in] a loss of relationship between the group 
members ... and some effort has to be put in rebuilding those relationships when 
members next meet." This observation is illustrated in Figure 4.1 which has been 
reproduced from McConnell (1994, p. 67). 
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group meets ~oup mcc_!Y 
hrcak hrcak 
Time -------------------------> 
Figure 4./ Face· tO· face groups. 
A time restriction ts more problematic when people arc geographically 
separated. because people need to travel to meetings \\-'hich requires more time. On the 
other hand. McConnell ( 1994, p. 67) suggests that meetings held on-line arc continuous. 
There are no physical breaks evident hi~: ·Neen the current meeting and the next. More 
importantly~ users of the system do not have to physically leave to attend these 
meetings. Hence, Johansen et al. (1979, p. 20) claim that distant experts can consult 
with a group more effectively since they avoid tiring travel and they remain close to 
their resources. Figure 4.2 is also reproduced from McConnell (1994, p. 67) and 
illustrates the use oftime in an on-line group. 
group meets/ group meets/ group meets 
Time------------------------------------------. 
Figure 4.2 On-line groups. 
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4.2 Theoretical Framework of F:Jcclronic Confcrcncing systems 
The prc\•ious section shows how time and space affects meetings. Within this 
section. Example I shows that existing methods of communication di ffcr from 
electronic confcrencing. Both video and audio confcrcncing suffer from a time 
constraint evident in face-to-face meetings but not a space restriction, because video and 
audio confercncing can be conducted while users arc geographically separated. 
However, such meetings are generally conducted in real-time, which means that users 
must stilJ be present at the same time to make the meeting possible. 
The scenario given in Example 2 attempts to demonstrate how the same activities 
shown in Example I are carried out when electronic conferencing is employed. 
Example 1 - Usi11g existi11g framework 
Events leading up to a meeting may involve numerous activities. Using existing 
methods for carrying out face-to-face meetings, video conferencing and audio 
conferencing, events may be categorised into three basic activities. Based on 
McConnell"s (1994, p. 67) diagram on face-to-face groups shown in Figure 4.1. the 
diagram may be expanded further to include an example. The expanded diagram is 
illustrated in Figure 4.3. 
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2 3 
Time Line 
Acth·il~' I - Preparation 
J Acti\'ity 2 - Meeting 
-
3 Activity 3 - Post Meeting 
Discussions 
Figure 4.3 Time line for conducting a face-to-face meeting. 
Scenario 
Jack is a state manager of a Western Australian cosmetics company. He wants 
to make a proposal about ways to increase the company's overall profit. He will be 
presenting his proposal to his general manager based in Sydney. 
Activity 1 - Preparation 
Before Jack leaves for Sydney to submit his proposal to the general manager, 
there are several activities that must be carried out. During this phase, several 
meetings are held between state managers to promote as well as discuss issues 
relating to the proposed plan. To gear up for support as well as to promote 
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awareness ahout th!.! proposed plan, there will also he ongomg telephone 
discussions with colleagues in thc Sydney lmmch. 
In order to convince his general manager, Jack must plan how to present his 
proposal. He must also prepare his report, notes and presentation slides for the 
actual presentation. Finally, he will have to ring the general manager to make an 
appointment. 
Activitv 2 - Meeting 
The actual meeting with the general manager and the board of directors will 
take a much shorter time than the preparation in Activity I. The reason for this is 
that many of the issues will have been resolved during the ongoing discussion 
during Activity 1. By this time, Jack's proposal should be either rejected or agreed 
to. For simplicity sake, assume that the proposal is accepted. Although the plan 
was approved formally in the meeting, some issues may be still unresolved. 
Activity 3 - Post Meeting Discussion 
After the formal meeting with the general manager, the changes are carried 
out. During this implementation stage, some issues, however small, might be 
unresolved. These unresolved issues will be continually discussed until the 
changes are finally made. 
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It can he sc~.:n that the whole process of making a decision ami implementing a 
proposal is ljUitc lengthy mul time-consuming. From the preparation stage (Activity 
I) to thc final agrccmelll of the proposed plan (Activity 3), much time and resources 
arc consumed. 
The whole scenano above assumes that the general manager and board or 
directors arc available on the day or the discussion and that the proposal is resolved 
in only one session. Thus, if any of these assumptions arc not true, the whole 
proposal may take much longer. 
Example 2 - Usi11g ElectrO/tic Co11/ere11cillg in anllltra11et enviro11ment 
Using the same scenario as before, a likely outcome of usmg an electronic 
conferencing system on an Intranet based environment is demonstrated in Figure 4.4. 
I 2 
I 
2 
Time Line 
Activity 1 - Preparation 
Activity 2 - Meeting & 
Discussion 
Figure 4.4 Timeline for conducting a meeting using electronic confercncing system. 
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Activitv 1 -Preparation 
The activities that Jack has to carry out remain the same. The only difference is 
that instead of printing out all his notes and reports, he may now store all the data 
on his computer and allow the general manager and the board of directors to 
access tht:sc materials through the Intranet environment. This saves a significant 
amount of time. Furthennore, the travelling time required for Jack to travel to 
Sydney has been eliminated, reducing both time and cost. 
Activitv 2 - Meeting and Discussion 
Activity 3 shown in Figure 4.3 has now been eliminated because all such 
activities have been combined into Activity 2. In an electronic conferencing 
session, there are continual discussions about the proposed plan. This is consistent 
with earlier suggestion made by McConnell that meetings in on-line groups are 
continuous. 
Since it is conducted in an Intranet environment, all other state managers may 
also join in discussions without leaving their work-area. This means that all the 
participants of the meeting will remain in their 'comfort zone' close to their 
resources, with an expectation that they may respond more effectively. 
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It may he seen from these examples that Oy irnrlcrncnting electronic 
confcrcncing on the Intranet, issues may he raised and discussed without many or 
the constraints imposed by time and space, leading to more productive and 
cffccti\'e outcomes from meetings. Additionally, introduction of the technology 
described will not reduce participation rate of those involve. McDaniel ct al. 
( 1996) demonstrates that the usc of technology docs not prevent users of computer 
mediated conferencing from carrying out the same amount of interactions as they 
would have in a face-to-face meeting. 
4.3 Ftmctions beyond Scope of Current Study 
Having established the advantages of electronic conferencing, the next step is to 
explain the design for the proposed system. The system is not designed to fulfil the 
complete requirements of an electronic conferencing system. Instead. the proposed 
system is simplified so as to satisfy the research questions outlined in Section 2.4. Some 
of the functions that arc available in commercial electronic conferencing programs such 
as a shared white board or automatic generation of minutes are ignored in this study. 
Other functions omitted are real-time collaboration and message threading. 
4:3.1 Real-Time Col/aboratio11 
Most of the electronic conferencing programs available, whether for research or 
commercial use, emphasise real-time collaboration. Talk, Internet Relay Chat, 
52 
NctChat and WchChat arc limited hy time constraints. Users have to he at the 
tcnninal ill tht: same time to make such discussions possihle. Thus, thcst.: interaction:-. 
must occur in real-time. 
Sometimes, collaborating in real-time docs not always serve its intended purpose. 
rv1anagcrs generally spend considerable time in meetings where their specific interest 
is only discussed for a short time. This study addresses a reduction in time required to 
attend long meetings for brief discussions, which may be best achieved if the 
proposed system closely resembles the newsgroup concept, enabling users to log into 
the program at a time convenient to them. This not only adds flexibility to the way 
discussions may be conducted but also eliminates time and space constraints. 
AlthoUgh the proposed system is not specifically designed for real-time 
collaboration, it is important to update the discussions posted to the system quickly. 
This way, users logged onto the program may view messages posted to the system by 
others without delay. This flexibility enables users to contribute whenever time 
permits or to attend an interactive (but not real-time) discussion with their fellow 
peers. 
4.3.2 Message Threading 
The Usenet Newsgroup program developed by Netscape Corporation uses 
message threading to organize messages posted to the program, enabling users to 
response to an individual instead of to a group. In the newsgroup environment. 
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mcssagc-thn::ading is viewed as idc:li since the progr:uu is normally conm:cll:d to :t 
spccilic scrYcr and participants arc usually people all over the world. Allowing users 
to respond 10 spccilic individuals through message threading rcduce~i confusion and 
cnablt~s users to respond only to the discussion that they arc most interested in. 
The Uscnct Newsgroup programs arc linked to the Internet, therefore any 
discussions held in the program are opened to the world. However, there is a mixed 
group of people taking part in this type of open discussion. Some of these people may 
be very Interested in a discussion while others may be only 'passing by'. In tcnns of 
group diversity, Whittaker's (1996, p. 413) study shows conflicting results. Some of 
his participants believe that opening a discussion up to many groups allows different 
ideas and useful contributions to pour into the group, thus enriching the group's 
knowledge. However, some believe that people working closely together tend to be 
more committed to a discussion since their objectives and goals are the same, so that 
they may be more motivated to answer and contribute to discussions. 
Unlike the newsgroup program, the proposed program is designed for a closed 
discussion group. In a group environment, Whittaker (1996, p. 413) stresses that 
having a small focused group allows participants to set ground rules so that 
contributions are relevant to the group's ultimate goals. Therefore, in contrast to an 
open discussion group, a closed discussion group allows everyone in a group to 
contribute to the group instead of to individuals. Thus, the provision of a message 
threading fun~tion is not employed in this study. 
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4.4 Program Requirements 
In order to allow members of a discussion group to share data safely in a closed 
cn\'ironmcnt without the constraint of both time and space, several steps must be 
satisfied. This section provides a brief explanation of the required steps and outlines 
necessary software and hardware requirements. 
4.4.1 Web Access 
To overcome time and space restrictions, there must be a common platform 
where users of a program may gain access in their own time and space, such as that 
provided by the Internet. In recent years, access to the Internet has increased 
significantly. One reason for this has been the use of the Word-Wide-Web browser 
made popular by Netscape Corporation. The program takes advantage of the 
popularity of this browser, thus it is built for the following configuration: 
• Pentium 100 MHz personal computer 
• Microsoft Windows 95 as the operating system 
• Internet access 
• Netscape Navigator Gold version 3.0 
• Visual Cafe version 1.5 
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At the time of this study, another popular Internet browser, Internet Explorer 3.0 
developed by Microsoft, does not fully support the Java programming language, thus 
it is not used. 
4.4.2 Intranet Access 
Safe discussions may be carried out among users of the program constructed for 
this experiment by creating an Intranet environment. Within a closed environment, an 
Intranet page may be accessed, employing Internet technology, only by people 
granted permission. 
To develop an Intranet environment, a personal computer must be set up as a web 
server. There are several web servers currently in the market, but one such product, 
FastTrack Server: mentioned in Dyson et al. (1997, p. 169), is used because it is 
readily availability and easy to set up. A home page is established on the server as a 
starting point for users to access the program. A user must access the home page, as 
shown in Figure 4. 5. 
opef1Loc:.yon - -- · - - -- •..1 
]krakatoa.fste.ac.cowan.edu.a~ 
t:O..a..._...._ 
r. .,.. "itlor,..,. 
Figure 4. 5 Open Intranet page. 
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When an Intranet site is found, the browser automatically prompts for the user to 
enter a password for verification. Figure 4 .6 illustrates the authentication process. 
Figure 4. 6 Logging in to the web server. 
When access is granted, the user is free to explore the page and find out more about 
the current study. Then, the user may access the demonstration program by choosing 
an option designated to each user of the program, as shown in Figure 4. 7. 
Figure 4. 7 Accessing electronic conferencing. 
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4. 5 Program Interface Design 
Within this section, various interfaces used in the program are introduced to form 
the basis for later sections. The program main interface is shown in Figure 4.8. 
D .......... 
lotiiP~ 
I 
llnf-.r 
I 
l);ocuooion 
Figure 4.8 Topic & discussion lists with empty entries. 
Figure 4.8 shows the main interface that participants use most frequently. Most 
interactions take place on this screen since it is where users view current and previous 
discussions. It resembles a meeting room where discussions are produced, debated 
upon and finalised. Through topic and discussion lists, users may read discussions 
and, in their own time, respond to comments made by others. Table 1 explains various 
components of the topic and discussion lists described in Figure 4.8. The topic and 
discussion lists will be described in a later section. Other interfaces used in the 
program are included in Appendix B. 
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--
Componcnls ~'icld Explanalion 
Topic Of Discussion Contains topic mun~s or titles used to depict 
" topic of interest for discussion purposes. 
Discussion Contains discussion names or titles used to depict 
a response to a topic name created by users. 
Author Name of the participant. 
Response Date Date discussion name created. 
Total Participants Total number of people taking part in discussion. 
I [Polling data) 
#Submitted Opinivn Number of people who have submitted an opinion. 
I [Polling data] 
#Not Submitted vpinion Number of people who have not submitted an 
opinion. [Polling data] 
#In Favour Number of people in favour of current discussion. 
I [Polling dat~l 
#Against Number of people 
' [Polling data) 
against current discussion. 
Discussion Contents of discussion. 
System Messages Error message when user operates system 
incorrectly. 
Buttons 
Create Topic Create the topic names for discussion purposes. 
Create Discussion Create the discussion name to voice opinion or 
response to comments made by others. 
Submit Opinion Submit an opinion into the polling system 
Change Opinion Change preVIOUS opinion made m the polling 
system. 
Table 1 Mam conferencmg mterface components. 
One particular feature that distinguishes this program from other text-based 
electronic conferencing programs is an ability to display a range of expressions in the 
discussion name list, as shown in Figure 4.19. The use of facial expressions enables 
users to accompany their comments with a facial reaction in a similar manner to face-
to, face meetings, thus providing feedback that allows users to gauge the 
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general consensus of members of the group. Various facial expressions used in the 
program will be examined and developed within this thesis. 
To begin a new discussion, the user must first create a topic name. A new 
discussion name cannot be created unless a user has already created a new topic name 
or chosen from an existing topic name in the topic list. The topic name suggests a 
topic of interest that a group may wish to discuss and is constructed using a topic 
creation dialog box shown in Figure 4.9. The user enters a topic name in the box and 
presses the Create Topic button. 
Topic Name 
Figure 4.9 Topic creation box. 
Table 2 describes various components used in the topic creation box. 
Components Fields Explanation 
Topic Name Contains topic name created by user. 
Buttons 
Create Topic Create topic name. 
Cancel Cancel current operation. 
Table 2 Explanation of Topic creation box. 
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Onc.:c the topic name has hecn created, the user may respond to a topic name.: hy 
creating a discussion name using the discussi;o,1 creation box in Figure.: 4.10. The 
discussion name is a title given to comments that the user wishes to make to the 
chosen lopic name. All the required liclds must he completed so that other users 
know who made a comment, the time it was made and the commc.nts text. Since the 
program is only a prototype, a mechanism is not implemented to automatically deted 
the users' information when they first log on. Thus, users arc asked to undertake this 
tusk. 
Figure 4.10 Discussion creation box. 
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Table 3 dcscrih~s various components used in the Discussion creation box. 
Components Fields Explanation 
Topic Under Discussion Contains topic name or title used to depict a topic 
of interest. 
Discussion Title Contains discussion name created by user. 
Response Date Date discussion name created. 
Author Name Name of participant. 
Discussion Contents of discussion. 
Buttons 
Select an Image Select a smiley image to represent emotion. 
Response 
Submit Submit a discussion. 
Cancel Cancel current operation. 
Table 3 Explanation of DISCUSSIOn creation box. 
When creating a discussion name, a user may choose to accompany comments 
with a facial response to denote similar tone otherwise conveyed through facial 
expressions in a face-to-face meeting. The various facial expressions used for this 
program come in the fonn of smilies as shown in Figure 4.11. An in depth 
explanation of each smiley will be made in Section 4.6.2. The purpose of the Image 
selection box is to provide a detailed explanation of each smiley to ease the selection 
process. Ali components used in the Image selection box are explained in Table 4. 
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(~mileTN.gif 
@N eutraiTN.gif 
@sadTN.gif 
!AngryTN. gif 
Icon's Repr~entalion: 
Ttn icon repr~ents an OVERJOYED response. 
Art eKillnple ol thi$ can be dr--. from lhe programmer 
who hM ~allow this program to be tented. 
© 
Figure 4.11 Image selection box. 
Components Fields Explanation 
Click the ImageList to Prompts the user to select one of the 
select the image expressions available on the image list. 
Icon's Representation Explains the meaning of the selected smiley. 
Buttons 
OK Confirms the image selection process 
Cancel Dismiss the current operation. 
Table 4 Explanation oflmage selection box. 
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-1.6 Desig11 ofCompo11e111s 
The following section describes the hasic design and implementation for each of 
the components used in the study. 
4.6.1 Topic & Discussions lists 
ln order to support group discussions, the research program is designed to 
display and organize data in a coherent way. To achieve this, the program makes 
use of two lists. The first is called a topic list and the second is a discussion list. 
4.6.1.1 Topic list 
A topic name describes a topic of interest for a group to discuss. A topic 
list may contain many topic names, which can be created by any users in a 
discussion group. It is the responsibility of each user to create a meaningful 
topic name that other users can understand. The most recently created topic 
name will be at the top of the topic list. 
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The second list that is implemented in the program is a discussion list. A 
discussion name describes a response to a topic name. As in the case of 
topic names, a discussion name must be meaningful to other users. The most 
recently created discussion name will be at the top of the discussion list. 
4.6.2 Smilies 
This study exammes users interacting m a newsgroup type system usmg 
smilies to represent different facial expressions so as to compensate for a loss of 
visual feedback that is present in face-to-face meetings. Harper et al. (1978, p. 77) 
reported that numerous studies have suggested that most human behaviour is 
culture-bound except for facial expressions which may be an inborn characteristic 
of humans, asserting that there are two primary reasons why facial expressions are 
an important nonverbal channel. They are as follows: 
1] The amount of information that facial expression can convey in a short period 
of time. 
2) The emotional and attitudinal behaviour that is conveyed through facial 
expressions. 
65 
According to Terzopoulous & Waters ( II)CJJ, p. 570), a human race is capahlc 
of generating more than "55000 distinguishable facial expressions with ahoul 30 
semantic distinctions .... I which is a result ofj u confluence of voluntary rnusck 
urticulations that defom1 the neutral face into an l'xprcssivc face." However, 
identifying and incorporating such a massive number of facial expressions is 
beyond the scope of this study. Several authors have identified a number of 
primaty facial expressions that can easily be represented within a system. Among 
these authors. Ekman (cited in Terwpoulous & Waters, I 993, p. 570) claims that 
there are six basic expressions that may be identified as being universally 
recognisable in most cultures. The six facial expressions are anger, disgust, fear, 
happiness, sadness and surprise. Many authors such as Tatsuno et al. (1996), 
Kobayashi, Hara, Ikeda and Yamada (1993) and Koda & Maes (1996) have all 
used these six basic facial expressions as the basis for their respective studies. 
However, not all expressions are deemed appropriate for a study of this type, thus, 
only anger, happiness and sadness emotions are included. Nevertheless, 
participants were asked at the conclusion of the experiment whether the study 
would be better served if the disgust. fear and surprise expressions \Vere included 
and the outcomes are discussed in the next chapter. 
The smilies implemented in this study have been designed to be clear and 
simple to ensure that the smilies are instantly recognisable by users without 
assistance. Although the smilies are obvious when identified individually, users 
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may be unable to instantly tell them apart if they arc displayed close 10gether. 
Hence, colours were introduced so that imlividual smilies arc ohvious within a 
range of emotions. 
There arc many usr.s for colours and Salomon ( 1990, p. 271) suggests that "we 
can create interfaces where colour either provides the user with information not 
a\•ailablc otherwise, or where colour redundantly reinforces information imparted 
through another medium, such as text to shape." However, Salomon (1990, p.277) 
stresses that incorrect use of colour may cause false interpretation. Therefore, 
different colours must be carefully applied to the appropriate smilies in order to 
impart specific meanings to users. The section below contains a closer 
examination of smilies that have been designed for the program. 
4.6.2.1 Ove1joyed Smiley 
The first expression is an overjoyed smiley which, as its name suggests, 
represents an emotional feeling of overwhelming joy in response to a 
particular event or issue raised. The user may choose this smiley to indicate 
agreement with current discussion. It is a sign of absolute approval with the 
issue being raised. To emphasise the optimistic point of view portrayed 
67 
4. RESEARCH DESIGN 
through this smiley, a bright yellow colour is used. An oveijoyed smiley is 
shown in Figure 4.12. 
© 
Figure 4.12 Oveijoyed Smiley. 
4.6.2.2 Smiling Smiley 
The second expression 1s the smiling smiley. The smiling smiley 
indicates an emotion of pleasure in response to a particular event or issue 
raised. Choosing this smiley indicates that the user is in favour of the current 
discussion. It differs from an oveijoyed smiley, which represents a sign of 
absolute approval, whereas a smiling smiley indicates only general 
agreement. Since the purpose of this smiley is also to portray positive 
thoughts, a dark yellow colour is used to help distinguish an oveijoyed 
smiley from a smiling smiley. A smiling smiley is shown in Figure 4.13. 
© 
Figure 4.13 Smiling Smiley. 
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4.6.2.3 Neutral Smiley 
The third of these expressions is a neutral smiley, which is used to 
indicate that the user is not supporting or assisting discussion and not taking 
side in a disagreement. This smiley calls for a fairly neutral colour such as 
beige. A neutral smiley is shown in Figure 4. 14. 
Figure 4.14 Neutral Smiley. 
4.6.2.4 Sad Smiley 
The fourth expression is the sad smiley, which represents a disappointed 
or unhappy response. Choosing this smiley suggests that one is upset or 
unhappy with comments made or a particular issue raised by members of the 
group. This smiley indicates that the user is not in favour or disapproves of 
current discussion. To emphasise the pessimistic point of view portrayed 
through this smiley, a light red colour is used. The sad smiley is shown in 
Figure 4.15. 
(;] 
Figure 4.15 Sad SmBey. 
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4.6.2.5 Angry Smiley 
The angry smiley is the fifth of the expressions used in the study, which 
indicates a strong feeling caused by extreme displeasure in response to a 
particular event or issue raised. Choosing this smiley suggests that a user is 
deeply upset with current discussion or comments made by others. To 
portray a more aggressive and unhappy mood, the angry smiley is coloured 
red. This helps to distinguish the sad smiley from the angry smiley. Figure 
4. 16 shows a picture of an angry smiley. 
Figure 4.16 Angry Smiley. 
4. 6. 2. 6 Boring Smiley 
The sixth smiley representing one of the facial expression is the boring 
smiley, which suggests to other members of the group that the user is 
disinterested with the topic or comments made under discussion. Tbis is a 
clear indication that participants wish to change the topic of discussion. A 
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bright Gray colour is used for this smiley because it complements the mood 
portrayed by the smiley. A boring smiley is shown in Figure 4.17. 
Figure 4.17 Boring Smiley. 
4. 6.2. 7 NoPict!Biank Smiley 
The seventh and the last expression used in the study is the nopict or 
blank smiley. The blank smiley is used when the user does not wish to 
express any thoughts about comments made by others. A dark Gray colour is 
used for this smiley and the result is shown in Figure 4.18. 
D 
Figure 4.18 Blank Smiley. 
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4.6.3 Colour Usage 
The previous section suggests that the use of colours will help make the smilies 
more obvious to a user, which will be demonstrated in this section by using 
examples. We hypothesise that the usage of colours will enhance the meaning of 
the smilies, making them easily identifiable. Some examination during the design 
phase ensures that research outcomes will be satisfactory. 
In Figure 4.19, smilies with the same colours were used. Since all the smilies 
use the same yellow colour, it is difficult for users to instantly tell them apart. This 
becomes a problem when a user needs to express natural emotion . 
. . 
-
..... 
,.~~ 0-
r ~y_should_Comp _Dept__geiJ_tMt'e_8lteot GDc;omputer_Departmeat_always__get_priorityl @ How much money_ are we _calking_ about? 
A<Ah<:r R-Ollo 
=:JI ._.,_ I ,1,..,_,~ jso~ 712/l<.rJJ 4:2\\ZI 
f~IIP~ NS..a..JtodO"""" INOTS\bnC!odO"""" t 11 po r-' Is u J l in F.; .... 
IZ -~~ I T liP 'I 0-~loogo~ciiNs,...~""""!'SHOUI.Dbo~tocu 
- il>odep.WN:rtcl-ocilrea. ~1~--... 
IIUderttlvNol<>-wlhO\il>oW>I Tlio)'OIII it li-* l'BJ..-.1 IUiellla 
••oiJuinv*.c86....Wio_on.,..,~llio.,il>oduJonlbool """""'-_ _ ......,... __ toocoootalllo...._ To <bUn, 
... nooc~ od:ti:nal ......... Wholo,... ..,...,.,, 
!=I. 
... 
S>OtemN.._ 
Figure 4.19 Using smilies with same colours. 
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On the other hand, by introducing different colours to each of the emotions, 
smilies become unique. This makes smilies more identifiable and easy for users to 
differentiate. Figure 4.20 shows discussion names with different coloured smilies 
for one topic name. Therefore, the task of gauging the overall reaction of a 
particular topic name becomes much easier when different colours are used for 
each smiley. The result is clearly shown in Figure 4.20. 
'''-~· , .... p..,..,, 
po 
lin F-. 
it 
Figure 4.20 Using smilies with different colours. 
4.6.4 Polling Concept 
At this point, the design of the electronic conferencing system provides users 
with an interface enabling them to submit their discussions and provide graphical 
responses at the same time. Participants have the freedom to follow up on the 
discussions and decide for themselves if they agree with various arguments placed 
into the discussion. However, there is no means for users to demonstrate by 'a 
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quick show of hands' whether they agree or disagree about a particular discussion. 
Such a function may be beneficial, indeed Forum, an application developed by 
Isaacs, Morris, Rodriguez & Tang ( 1995), offers such a capability. 
Forum is a video-based electronic confcrencing system that broadcasts live 
video, audio, and slides from a speaker to a remote audience. All interactions 
between the two parties take place at the same time but at different places. One 
feature of the Forum program that pertains to this study is an implementation of a 
live polling system. Forum employs a poll meter to enable a 'speaker' to prompt a 
response from an audience about a particular query. All questions posted by the 
speaker are multiple-choice type questions with two choices available, namely yes 
and no. Such interaction between the speaker and an audience is done 
anonymously and the poll meter is updated in real-time when the audience makes 
a selection. Figure 4.21 shows an implementation of the poll meter (circled). 
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Figure 4.21 Implementation of a polling meter. 
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The purpose of a polling meter in the Forum application is to provide both the 
speaker and audience with feedback requested in a discussion. 'fhc principle 
behind the polling system follows closely the voting requirements suggested by 
Dahl (cited in Harrop & Miller, 1987, p. 5). According to the author, several 
criteria must be met during each phrase of the voting process for an election to 
function effectively in an ideal, perfectly democratic society. They include: 
Before the voting period 
I. AJI electors can insert their preferred choice among scheduled alternatives. 
2. All electors have the same infonnation about choices. 
During the voting period 
3. All electors vote. 
4. All votes carry the same weight. 
5. The choice with most votes wins. 
After the voting period 
6. Winning choices are implemented. 
7. All other decisions are subordinate to those arrived at by voting. 
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The design of the polling system for this study uses a set of criteria suggested 
by Dahl as a guideline. Additionally, several useful features arc drawn from the 
polling meter employed in the Forum program. A set of figures is used to indicate 
the number of people who agree or disagree with the topic under discussion. 
This study makes use of a set of figures similar to that provided by the Forum 
program and includes the use of colours as suggested by Salomon (1990, p. 271). 
The result of the poll is displayed in the main interface using tv .. ·o boxes, the #In 
Favour and the #Against boxes, providing users with an instant feedback of the 
poll. This enables a user to obtain an immediate illustration of how well the 
discussion is doing. 
The polling system utilises green for the #In Favour and red for the #Against 
boxes. The green colour is employed because it a fairly light colour, thereby 
suggesting that a user is in agreement. Salomon (1990, p. 271) asserts that "most 
agree that red elicits the strongest reaction from individuals. By implementing the 
red colour with the #Against box, a clear indication of disapproval can be drawn 
and made obvious to the user." 
Another criteria of Dahl's (cited in Harrop & Miller, p. 5) approach states that 
'The choice with most votes wins'. Therefore, when the number of people in 
favour is greater than the number of people who are against the discussion, the #In 
Favonr box lights up with a green colour as shown in Figure 4.22. 
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#In Favour #Against 
8 2 
Figure 4.22 Number of people in favour is GREATER than those against. 
On the other hand, when the number of people in favour is lower than the number 
of people who are against the discussion, the #Against box lights up with a red 
colour as shown in Figure 4.23 . 
#In Favour #Against 
2 
Figure 4.23 Number of people in favour is LOWER than those against. 
In circumstances where the number of people in favour is equal to the number of 
people who are against the discussion, both the #In Favour and #Against boxes 
will both light up with their respective colours as shown in Figure 4.24. 
#In Favour #Against 
8 • 
Figure 4.24 Number of people in favour is EQUAL to those against. 
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The actual activities involved in selecting a choice for the poll is done using a 
Submit opinion box [Figure 4.25] and a Change opinion box [Figure 4.26]. 
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Figure 4.25 Submit opinion box. 
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Figure 4.26 Change opinion box. 
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4.6.5 Client/Server Program Relationship 
The conventional type of interaction between a user and a static web page is a 
simple one. When a user accesses a web page, information is retrieved from a 
server in which the web page resides and data is displayed within a user's web 
browser. The program implemented in this study follows the same general 
concept, however there is a constant interaction between the program loaded by 
the user and the program that resides in the server. The program loaded by a user 
is termed a client program and the program that resides in a server is called a 
server program. This form of interaction is known as a client/server relationship. 
Using the Java programming language, several clients programs may be 
running but only one server program may be running at any one time. The client 
program requests data and the server retrieves the relevant data and passes it to the 
client for display. In the next section, program design is examined in detail. 
4.6.6 Client Program Design 
This section contains brief explanation of the classes used in the client 
. . 
program. All the source code for each class used to implement the client program 
is supplied in Appendix B of this document. 
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The client program, mainly responsible for the interactions between program 
and user and generating the main interface, is shown in Figure 4.8. It uses fourteen 
classes, each of which are explained in the following sections. 
4.6.6.1 NewsGrplconVote Class 
Implement the main interface. Organize all incoming topic and 
discussion names and display them. 
4.6.6.2 lmgBox Class 
Implement the image selection box. Provide the interface for users to 
select seven smilies. Return the name of a selected smiley when requested. 
Track each selected smiley. 
4.6.6.3 Create_Topic4 Class 
Provide the topic creation box interface. Handle all interactions to create 
a topic name. Verify that a topic name is in the correct format. Send a topic · 
name to the server program. 
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4. 6. 6. 4 Create_ Reply4 Class 
Create the discussion creation box. Handle all data entered by a user. 
Mark and store data for subsequent presentation. Detect instances when a 
user fails to select a smiley. 
4.6.6.5 MyDate Class 
Create the required date format. Return time, date and day information 
when requested. 
4. 6. 6. 6 Vote Win2 Class 
Implement polling system and initiate Submit opinion box. Handle all 
opinion poll data and undertake calculations. Store user's previous opinion 
4. 6. 6. 7 Change_ OpinionBox Class 
Provide VoteWin2 class with users' previous opinion. 
4.6.6.8 AboutBox Class 
Provide information to user when Help/ About selected. 
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4.6.6.9 QuitBox Class 
Prompt user to confirm request to exit the program. 
4. 6. 6.10 Topic_ Cancel Class 
Display a message to inform a user that a new topic has not been created 
when Cancel is selected. 
4. 6. 6.11 Reply_ Cancel Class 
Display a message to inform a user that a new discussion has not been 
created when Cancel is selected. 
4.6.6.12 TopicMsg Class 
Display an error message prompting a user to enter a topic name on 
blank entry. 
4.6.6.13 ReplyMsg Class 
Display a error message prompting a user discussion name on blank 
entry. 
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4. 6. 6.14 ErrorMsg Class 
Display an error message when Agree or Disagree radio buttons not 
selected. 
4.6.7 Server Program Design 
The server program is responsible for incoming data from a client program. It 
processes data from a client program and returns requested information. The 
server program resides only within the web server. Placing the server program in 
the designated directory recommended by the web server enforces security 
because users cannot access and corrupt files residing in other directories within 
the hard disk. All the source code for each classes used to implement the server 
program is supplied in Appendix C of this document. 
4. 6. 7.1 InitProgramFiles Class 
Server program creates and initialises system files. Set environment so 
that it can process and send requested data ~ack to client program. In order 
to handle multiple client programs, a Producer/Consumer relationship type 
program is implemented within the server program. 
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The concept behind the Producer/Consumer relationship is that a producer 
produces required data and a consumer consumes generated data. A consumer 
must finish consuming generated data before a producer produces new data. Care 
must be taken to prevent the producer from overwriting old data before the 
consumer has consumed it. Additionally, the consumer must not consume data 
before the producer produces the next data. 
4.6. 7.2 SvrlconVotel Class 
Establish and handle all connection between server and client programs. 
Implement the Producer/Consumer model. 
4.6. 7.3 StoreClientData Class 
This is the producer class - when the SvrNolconNoVotel class detects 
an incoming call from a client, it sends requested data to the 
StoreClientData class. Upon receiving this data, the StoreClientData class 
writes the data to a shared object within the HoldData class that can be 
accessed by both the producer and consumer classes. 
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4.6. 7.4 Execute/con Vote Class 
This is the consumer class which uses data in the shared object in the 
Hold.Data class. When the StoreClientData class is accessing the shared 
object, the Executelconvote class is forbidden from accessing the shared 
object to ensure that neither class may corrupt data while the other is 
accessing it. 
4.6. 7.5 HoldData Class 
Contain shared object for transfer duties. All methods in this class are 
synchronised methods - that is, the action of the previous object determines 
the action of the next. Only when the producer produces new data can the 
consumer consume it, otherwise the consumer has to wait to be notified by 
the producer. 
4. 7 Experimental Procedure 
Experimental outcomes are obtained from eighteen participants, each with· a 
completed ethical release form. In order to encourage lively electronic discussion, the 
experiment consists of participants formed into four groups. Ten subjects are in their 
twenties, two in their thirties, three in their forties and three in their fifties. All 
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of the participants are experienced in the use of an Internet browser. All of the initial 
experimental activities take place by accessing the main page of the conferencing 
web site, which resides in an Intranet environment. The main page contains detailed 
instructions and explanations, enabling subjects to learn about the whole experiment 
before agreeing to take part in the experiment. At the commencement of the 
experiment, each participants completes a questionnaire, then usemames and 
passwords are supplied and each group member is allocated a terminal. All the 
functions of the program are thoroughly explained to the subjects at the start of the 
experiment. 
Once subjects are ready, an electronic conferencing Java applet is downloaded to 
each terminal. Then, a moderator initiates the first topic and subjects respond or 
create a new discussion. An identical questionnaire is completed by participants at 
the conclusion of the experiment, followed by a short interview. 
4.8 Testing Criteria 
Table 5 shows test procedures that were developed to test the functionality and 
accuracy of the program. 
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Test Procedures Expected Outcomes 
Number 
1 Initiate discussion by creating a topic The topic name 'Budget For 1998' 
name called 'Budget For 1998' is displayed in the topic list. 
2 Verify that users cannot submit an Both the Submit Opinion and 
opm10n if a discussion name lS not Change Opinion buttons are 
created. disabled. 
3 Open discussion creation box and press An error message is displayed and 
OK without entering a discussion name. user lS prompted to enter 
discussion name. 
4 Create a discussion name called 'Give The discussion name 'Give 
Computer Department priority', enter text Computer Department priority' is 
response press OK button. displayed in discussion list with a 
NoPict/Blank smiley 
5 Create a discussion name called 'How Image selection box is displayed. 
much money are we talking about?', 
enter text response press image selection 
button. 
5.1 Select 'Neutral' smiley and press OK A 'Neutral' smiley appears m 
button. discussion box together with 
response previously entered by the 
user. 
5.2 When discussion box is displayed, press The discussion name 'How much 
the OK button. money are we talking about?' is 
diplayed in discussion list. 
6 Submit an opinion by pressing Submit Opinion box is displayed. 
Opinion button. 
6.1 Select Disagree radio button and press When the 'Give Computer 
OK. Department Priority' discussion 
name is selected, the Against box 
turns red with a ' 1 ' displayed. 
7 Select 'Give Computer Department A change .. box op1mon lS 
Priority' discussion name and press displayed. 
Chan2e Opinion button 
7.1 Select Disagree radio button as the The Disagree radio button lS 
previous opinion. selected in change opinion box. 
7.2 Select Agree radio button to change the When the 'Give Computer 
opinion and press OK. Department Priority' discussion 
name is selected, the In Favour 
box turns green with a '1' 
displayed. 
8 For discussion name 'Give Computer The main interface is displayed 
Department Priority', submit three with the In Favour box showing 
opinions, one in favour and two against. green colour and the number '2'. 
The Against box also shows the 
number '2' and turns red. 
Table 5 Test criteria. 
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4. 9 Testing the Program 
The objective of this section is to satisfy testing requirements and demonstrate 
that the design is both effective and reliable. The section will illustrate, with a scenario 
and with diagrams, the steps required for a user to initiate and undertake a discussion. 
4.9.1 Scenario 
A single member of a group wishes to initiate a discussion about a budget 
allocation for the coming year. A topic name is created called 'Budget For 1998' 
by choosing File from the pull-down menu and selecting Create Topic ( or clicking 
the Create Topic button) to load the topic creation box. The topic name is entered 
as shown in Figure 4.27. 
Topic Name 
BudgetFor1998 
Figure 4.27 Entering a topic name. 
When the Create Topic button in the Topic creation box is selected, the main 
interface is updated with the new topic name as illustrated in Figure 4.28. The 
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Submit Opinion and Change Opinion buttons are disabled . 
... 
I ccic Of Oiowooion 
I 
DSo.lril<>dO'""" DNOIS.-tedO ....... 
I 
OiJWulon 
------------------------~ 1 
Figure 4.28 A newly created topic name. 
If the user wants to be the first to start an ongoing discussion, comments are 
entered and Submit is selected. If a discussion name is not entered in the 
Discussion Title field, an error message is displayed and the user is prompted to 
enter a discussion name, as shown in Figure 4.29. 
«OISOJSSION NM4E IS NOT EN IE REO» 
PLEASE ENTER A OISCUSSIDH NAME 
Figure 4. 29 Error message prompting for a discussion name. 
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Figure 4.30 shows a discussion name correctly entered. 
. .. ~ 
Topic Undn O~c::union Budoei..For_1998 
lt>ioo.mionTiUe Give Corrc>ute< Department Prori\y 
R..._ueDole Sat 71V1998 4:29:23 
IAl.ChotN...., ,T_~__!!_~· .. f"'l 
I 
-..... ..._~ lmageRetpO.-
Oioo.mion 
f" lafge ~ ollhit )'eal budget money SHOULD be -.:ated to ou lEI 
clepartmenl· the clepartmenl o1 """"'ut"' •cience. Why? Look olwMl the 
otudenlc have to woO< wOtr in the lab! Tm year it air~ 1998 and otuder>lc 
ere lli wing t::Jriy 486 model to v.oork on 1~ ossignment. n "in the alucleri best 
interect lhal OOI'f1)Uter equi:rnent are upiJaded to acceptable level To do this, 
- need edditional f....-.d>. Who! is .YO .. opinion? 
r 
... 
~~ 
::.c~;w .~~-......~ 
Figure ·4.30 Entering discussion. 
A user may choose Select an Image Response to display the Image Selection 
Box. If a user selects the Submit button without selecting an image response, the 
newly created discussion name is associated with a blank smiley. The result of this 
action is shown in Figure 4.31. 
Uac-r Co~C'IC"ncmg Sywlrm~---:--.-r~ 
6lt-T~O~f0~~·~----------------~0~ 
Figure 4.31 A newly created discussion name and NoPict/Blank smiley. 
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Figure 4.32 shows the criteria of another discussion. 
Oiwmion 
jHow nu:h money are we lal<ing abocU? 
Fri 2712Jl998 2-37:52 
IMonaFong 13 
......... ....;.- I 
much mc:we funds do you reqo..ire to~ now 
reasOMble amomt lhotdl? I tiW1k !hoi we •h"'*"'"'' ..... 
cu meant. In~ cate. tome tholqott thooJd be 1M 
we r:.Yl aA down on~ on olhet areat. 
Figure 4.32 Creating a new discussion. 
Figure 4.33 shows selection of a neutral smiley. 
Icon's Repretentalion: 
This ioon reprllm'ta a NEUTRAL reqxne 
This suggests that one it Uting on the fence with 
regards to the commen1 made by other&. 
Figure 4.33 Selecting Neutral Smiley. 
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Figure 4.34 shows the output following selection of a neutral smiley . 
I .. 
• 
IDIJI,I 
IT opic Undel Discussion . 8udget_For_1998 
-
Discocsicn Hie H ow_muclt..money _are_ we_tal<ing_ abotA? I 
!.Response Date Fri 271211998 2:37:52 
~horName Mona Fcrog _ __ lf) 
I s.w .. ..._...__ I Image A~ponse 
Discossicn 
How mucl1 m01e funds do you oeq.Jie to serup new COI1'4lUtefs foo the comng yeao? 
Is~ wllin reMOI'lllble MlOlllt lhotl!to? I tlink that we ahotAd consideo the s~icn 
i lis wtlin 01.1 means. In a~ case. rome lhous;flts sho\Ad be put irto this <iscussion. 
f:J, 
Pe~haps we can etA down on spencW!g on other areas. 
!J 
@r-.~1 
.:zr:m~ ...... '--
Figure 4.34 Entered data with a Neutral smiley. 
Once discussion has been entered and an image response finalised, a user may 
select Submit and the main interface will be automatically updated with the new 
discussion name. As shown in Figure 4.35, the new discussion topic 'How much 
money are we talking about?' is displayed at the top of the discussion list. 
.... 
loPoCfO........, 
()Give_Computer_Dep..-ot_Prority 
IF• 71flll'iBil 2.77.52 
l S-0"'*" INOI S<bwlltd~ 
lo . ro--: 
·-....---
Figure 4.35 Updated discussion list. 
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Other users of the program may introduce their own discussion and submit 
their opinion by selecting Submit Opinion. Disagreement with discussion is 
achieved by selecting Disagree, as shown Figure 4.36. 
r DIE 01 Dio<uuicwl 
SIWI I'MIII 
Figure 4.36 Submit opinion box. 
Such an action results in the #Against box changing to red and the contents 
changing to the number ' 1 ' , as shown in Figure 4. 3 7. 
@How much mone 
IFri 271211998 2::Jk54 
j[ 
Oia:union 
largo <rnao.rt olllis- budge~ money SHOULD bo eloc:oled to 
our~ · the del>oo1rneri o1 COII1JI.Is ......ce. ~?Look alwhallhe 
oluclmt• hove to"""' wih;, the 1a1:11 rm-;, '*~ 1998 end oluclmtt 
ae ltll using~ 486 model to waken theO ~It it;, the UJdenl bod 
r.t .. 01111>11 _..,~it ._adedlo oc:coptoble levtl To do lht • 
.... neoc~  ..... Whal it )IOU opirion7 
Figure 4.37 One user against an idea. 
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A user may decide to change a previous opinion to In Favour by selecting 
Change Opinion. For this experiment, the user must be honest and acknowledge 
the previous opinion by selecting the Disagree radio button in the change opinion 
box, as shown in Figure 4.38. 
Pleele teled .1/CU PleYicu oprian : 
t"J Arpe c."> DiNpe 
:zl~ 
Figure 4.38 Submit a previous opinion. 
In this case, after the previous opinion has been confirmed, the Submit opinion 
box is displayed again, allowing a user to change the previous opinion, as shown in 
Figure 4.39. 
-· 
Figure 4.39 Change previous opinion. 
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Such an action results in the #In Favour box turning green and the #Against 
box changing from red to gray, providing users with instant graphical feedback that 
the group is in agreement. Figure 4. 40 illustrates such a change of event. 
r_ .... 1 F g « 
(Fo 'Dpl'BJ lOO.S4 
U NOT s.-lli*GI 
19 l 
u~ 
 
Figure 4. 40 Changed opinion. 
In a case where the same number of users are in favour and against the discussion 
trend, both the #In Favour and #Against boxes will light up with their respective 
colours, providing feedback that opinion is evenly divided, as shown in Figure 
4.41. 
....,.., 
, ,_~ 
lOIIIP~I 
JlO 
llnf• vcu 
(1 
o.w.-
loogo.......t<IIU8-~-51i0UI.Obe-lo 
... ~ ............. rJ ....-ICiorv;4,WIIfl l.oolt•-""' 
.....,.,_wlhO.hlolli T~-lt~ l9911 <nl..,_ 
nodi...OV.,.488-...odol10-ontl.oi-v-. •• ..,,._..,.. 
-~~INI~-·--.,_...-Todo<tio . 
... ,__.....,,.,.. Wllllir- opilion1 
Figure 4. 41 Same number of people In Favour and Against an issue. 
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Test outcomes that show correct opcmtion arc shown in T<~hlc f1 as f(>llows: 
Tc.•st l'rocedurc .. Expected CJulcomc.-. Verified 
I \'en fy that a d1seussum name An error me'><>age 1<. d!'>played tmd ./ 
~.:an not he en:ated without lirst the c·rcatc Ui\cu-."iion button 
" 
cn:atm1!_ a top1c name. d1~ahled. 
' \'c.:nfy that the user'> cannot Both the Submit Opinion <Jnd ./ 
\"l)JC.:l." thc.:1r opmum Ill the ('hange Opinion button~ arc 
opuuon poll If 
' 
tiJSCUSSJOil d1sabled. 
n<Jme 1s not creatc.:d. 
J Inmate the diSCUSSJOil by The 10p1c name ·Budget For 1991-l' ./ 
crcatmg a topiC name called 1s displayed m the topic list. 
· Buduct For I 99~ · 
4 Open the dtSCUS~IOO creat1on An error message IS d1splayed and ./ 
box and press OK wnhout the user JS prompted to enter the 
enterim.! a dtscuss10n name. dJSCUSSJOO name. 
5 Create a d1scusston name called The dJSCUSSIOil name ·(_Jive ./ 
·G,\·c Computer Department Computer Dcpanmcnt pnonty IS 
pnonty'. enter the te:l(t response displayed Ill the d!SCUSSIOO list WHh 
I press OK button. a :"oPict/Riank smiley 
6 Create a d1scuss1on name called The 1mage sclecnon box IS ./ 
'!low much 1110111!.\' are 1\"t:' displayed. 
talking ahou('". enter the text 
response press the lm=:Jgt: 
select1on buuon. 
6.1 Select the · ~·kutral' :.mJicy and The ·:\'cutrar ~miley appear m the ./ 
press the OK bunon. d!SCUSSJnn ho\ along \\ nh the 
response pn:v;nusly t.'Tilered hy the 
user. 
6.2 Once the dts-.::usston bo\ <S The thSeU:.SIOTO namt." ·flnu· mltch ./ 
' 
displayed. press the OK button. tlttme\· arl! Wt' talking a hour:•· IS 
d!spla\·ed m the dESCU.'.Slon ltsL 
7 Subml! an opm1on by pressmg The opmum box IS displayed. ./ 
the Submit Opinion button. 
i.l Select the Disagree radio bunon When the "Gin: Compllter ' 
' 
and press OK. Department Priorin·· discuss ton 
name IS selected. the Against box 
turned mro a red coloured box with 
--
the numher · I' d1splavcd m it. 
8 Select the ·Gh·e Crmi~Wter The change opm;on box IS ./ 
Department Priority' discll~~lion displayed. 
name and press the Chaage 
Opiaioa button 
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8.1 St:lect the Di.wgn:e rudio button The I>isagn:c radio button IS ,/ 
as the nrevious opinion. selected in the change opinion hox. 
S.2 Select the Agree rad1o button to When the 'Gh'e ('omputer ,/ 
change the op1n1on and pn:ss Department Priority' discussion 
OK. name IS selected, the In Favour 
box turned into a green coloun:d 
box with the number '1' displayed 
in it. 
9 Under the same discussion name The mam interface IS displayed ,/ 
'Gil·e Computer Department with the In Favour box showing 
Priori(\'., submit three more green colour and the number '2'. 
opinions. one in favour and two The Against box also shows the 
against. number '2' and turned into a red 
coloured box. 
Table 6 Test outcomes from the operat1on of the electromc conferencmg program. 
Summary 
Following on from chapter three, which discussed the limitations of current 
electronic conferencing programs, within this chapter, components are described that 
overcome such limitations. Additionally, research questions posed in chapter two have 
been explained. The next chapter will present the results of implementing the program. 
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5. EXPERIMENTAL OUTCOMES 
The electronic confcrcncing system has hccn developed specifically in Java to 
allow the program to be deployed cOCctively via the Internet and Intranet. This enahles 
the author to demonstrate the usellilness and potential of the developed methods through 
different approaches employed by this study. The following section presents the 
outcomes of the implementation undertaken by this study. 
5.1 Users' Reactions to Srnilies 
From the interviews, it appears that no participant experiences any problem in 
identifying each smiley, indeed one member commented that "the smilies are clear and 
obvious." 
Participants are askeu to comment on the appropriateness of the smilies with 
regards to its use as a representation of different facial expressions. All agree that 
smilies are used appropriately in the electronic conferencing program and most 
participants think that smilies are simple, non-intrusive and serve their intended 
purpose. Others think that the smilies are clear and interesting. 
Users' opinions on blank smilies are divided. Of eighteen participants. twelve 
people are either confused or unsure about the blank smiley. Three people use the blank 
smiley instead of the neutral smiley. As one user explains, "I normally choose the blank 
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smiley hccausc I am trying to make a point. not necessarily feeling happy or s<td:· (Jn 
the other hand. fi\'c people usc the neutral smiley instead of the hlan~: sm1lcy. As one 
user remarks ... , find that the blank smiley is annoying hec<tusc rl means that a pc:~lll 
does not want to share emotions with other'S ... Apart from the dislike of~ hhmk and 
neutr..tl smiley. the usc of smilics appear to be considered clear. srmplc <Jnd non-
intrusive·. 
5.2 Outcomes for Research Questions 
The following section restates the research questions posed in chapter two of this 
document. addressing each \\·ith a detailed discussion of the outcomes. 
5.1.1 Research Question 1 
a) Will a single presentation of facial expressio11s make electronic C01~(erenci1lg 
more acceptable? 
In their study on the effects of personification. Koda & Maes ( 1996. p. 6) assen 
that ••having a face is considered to be more likeable. engaging and comfonable·· and 
hypothesise that having a face may be useful in educational and training applications. 
This study affinns that belief with the following experimental outcomes. 
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Among the panic1pants who took par1 m thc ~tudy. sJxtc..:cn people ;tgrcc th;tl 
having ~~ (;ICC IS l'llllSidcrcd mnrc hkc;:thlc. cngagmg ;uul comfi:,rtothle to !-.cc 111 an 
elt..~tronH.· nmll:rcncm,!! cm·JronrncnL One partiCipant fi:cls tha\ the conunenh do fl'•l 
help ::.mcc the lc~t alone dncs not g•H: the tmc mtcrpret;Jtwn of wh;1l thr.: ~uthor 
intends lo ronmy. This confonns to suggestions madr.: hy Sproull & KJcslcr ( l'J'J:;_ 
p. (IQ) who assert that when ··cm~•parcd with fat::e-to- face thscussJon. people 
communicating electronically have more trouhk imagining what others arc fcchng. It 
is hard to tell how confident others arc and whether they arc ready to come to final 
agreement.·· 
This study indicates that facial expressiOn helps to pro,·ide a iJJustrati\'C 
feedback that reveals what others arc thinking or feeling. One participant confirms 
this belief when he states that "in a nonnal face-to-face meeting. sometimes people 
say something and mean something else and at other times. you just don "t kno\\ what 
they mean. The smilies pro\·ide graphical feedback which helps convey the message 
to others.·· 
Most participants agree that the presence of smilics makes them more aware of 
how the rest of the group members arc feeling. They \'icw smilics a'i a form of 
illustrative feedback that provides an indication of how the group is responding to a 
panicular message. As one participants puts it. ··racial expressions give me an idea of 
the various reactions of other people in the group. It also gi\'cs me an idea of the 
general ronsensus or the lack of it." 
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Scvcral pl·oplc hclicn.: that hcing .ahlc to gauge the gener;1l fC:dmg of a group not 
only u11lucnccs thl'lf future r ... -sJlOnscs hut ;1IS1:1 allo\\s !hem to prepare lor the unt 
comment. One suh_lc(·t feels that ··rhe smilics allmo,- me 10 sdt."CI \\hat Jmn,J and 
emotions I want the rest of the group members 10 sec:· 
Whill' . 1any view thc usefulness of smilics as pro\·iding a gmphical solution to 
text-only systems. others find that facial expressions compensate for the loss of body 
language that exist in a nonnal face-to-face mcctmg. A.s a result. one subject feels 
that she is interacting more with humans than a machine. 
Of the two people who believ-e that smilics arc not useful. one of the subjects 
claims that he does not take much notice of the smilies. therefore he does not use 
them as a reference to gauge how others arc feeling. The other person feels the same 
way and points out that '"the facial expressions do not necessarily portray what I feel 
when submitting the discussion. Furthennorc. the smilies do not mean much to me so 
I ignore them since they arc not at all helpful·· 
Perhaps two people do not find smilies useful because of the small set of facial 
expressions available to the program during the experiment? Of the eighteen people 
who participated, thineen people suggest that the srnilies are useful. although more 
limiting than real races. 
The majorily of users suppon the idea of being able to create their own smilics. 
Twelve people like the idea of being able to create smilies that best represent their 
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emotions at the time of discussion. As one participants remarks, the "current set of 
smilies is a bit limiting. There are no specific smilies that expressed emotion such as 
'a little bit angry' or 'a little bit disappointed'." However, he stresses that allowing 
users the ability to create their own set of smilies may be problematic since a "smiley 
created by one individual may not be understood by other people." Four people find 
the current set of smilies to be sufficient while the two people who do not find 
smilies to be useful do not think that it is a good idea to allow users the ability to 
create their own smilies. 
5 .2.1.1 Analysis of basic expressions 
Ekman (cited in Terzopoulous & Waters, 1993, p. 570) asserts that a total of 
six basic expressions are universally identifiable in most cultures. To this end 
participants are only exposed to the anger, happiness and sadness smilies and it is 
suggested that the disgust, fear and surprise expressions suggested by Ekman 
(1971) are perceived as inappropriate for use in the program. Nevertheless, 
subjects provided comment on whether disgust, fear and surprise expressions 
could be included. 
Suggested Icons Should be Included Should NOT be Included 
Surprised 15 people 3 people 
Disgust 10 people 8 people 
Fear 8JJ_eople 10 people 
Table 7 Additional expressiOns. 
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Table 7 shows that most participants agree that the surprise smiley should be 
included, as it will be useful to have such an expression on the system. On the 
other hand, participants are more divided on the possible inclusion of the disgust 
and fear smilies, apparently because of the nature of these emotions in that they 
generate a negative response. In contrast, the smiling and happiness smilies 
portray a positive response. A total of eight participants disagree with the disgust 
smiley because they view it as being too strong and very impolite. Similarly, the 
fear smiley generates a negative response. Additionally, one participant warns that 
an emotion such as fear is too vague and not applicable. It would appear to be 
inappropriate to include disgust and fear smilies. 
From interviews, positive smilies are preferred to negative ones. As one 
participant points out, "I use a lot more of the smiling and oveijoyed smilies 
because I prefer to portray a more positive response to others." This statement is 
consistent with that of another participant who suggests that Asian people like to 
maintain good relationship with others so they may not wish to use smilies that 
represent negative moods. She further suggests that negative emotions may be 
portrayed using the 'neutral' smiley. 
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5.2.1 Rt•lt•orclt Qut•ltion l 
Sc\·cnlCt."O JXXlplc do not ha\"C problems wnh the colours used. (Jnfy one user 
f~l5 that the usc of colours for t'.c fac1al cxprcssJons w11l not make much d1ffi:rcncc 
since the expressions arc not helpful in the f1rst pi<Jcc. 
The electronic confcrencing program uses primarily red and yellow colours with 
different shades of colour for differentiation. Although most users feel comfonable 
with these colours, there are some who disagree. Those who aerce state that the red 
- -
colour is ob\"ious and suitable to represent an angry emotion. As one participant 
remarks. ""the use of a red colour to represent the angry smiley is suitable because 
people naturally go red in the face when they get upset or embarmsscd ... Another user 
favours the different shades of red that exist in the \'arious smiJics because each 
smiley stands out when they arc displayed iP • discussion list. 
Some of the participants disagree \Vith the use of red colour for a number of 
reasons. The first reason is one of culture. One user claims that in the Chinese 
culture. red colour is used as a sign of good fortune and good luck. The second 
reason is due to users• interpretation of the colour itself. For instance. one participant 
associates red colour as a more romantic colour and another associates red with 
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danger. In an informal survey carried out by Wagner and Salomon (cited in Salomon, 
1990, p. 273), the two authors found "red to be one of the colours most frequently 
used by people devising their own coding schemes. It was used for a number of 
different reasons, none of which was inherently tied to danger." The study anticipates 
such factors early in the design phrase, thus each smiley is designed to be obvious so 
that colour matching will enhance the smilies and produce a recognisable set of 
common expresswns. 
Salomon (1990, p. 273) submits that "a brief user test should quickly indicate if a 
code contradicts common belief." Judging from users' response to the smilies 
implemented in the program, where seventeen people agree that the overall smilies 
are correctly applied, it appears that colours are used appropriately to represent 
emotions. 
Having established that users have no problems dealing with the colours imposed 
on the smilies, the next step is to determine whether the colours are useful to users. 
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5.2.2.1 Colours Compared to Expressions 
When users post a discussion name to a program, it is displayed on the 
discussion list, arranged with the coloured smilies as a sequential list with the most 
recently posted discussion name occupying the top of the list. This is shown in 
Figure 5.1 . 
._. 
T Ollie Of Oilcuts*ln 0~ 
4t>Vhy_should_Comp _Depl_gets_more_attent 
~omputer_Department_always_get_pnorityl 
@How much mone are we talkin about? 
Oilcusmn 
jfri 2712/1998 2~54 
II NOT S~Oprion js 
a Aos* 
'-110 ......t ollhio ,_budget money SHOULD be~ to 
.,.. doparttnlri · the doparttnlri ol ~science. Wl-1/1 Lool<. at wNt ti-e 
otuclentr hove to-'< Mh in the lobi Thio,.... ir air~ 1998 ard ttuclorb 
•• dJ umg .... 48& model to wad< on their~ It is in the otudlri bell 
ne. .. t that CCift'4)WII ~is 149aded to acceptable level To do lhio. 
we need ldciionaf ,....._What ir J1CU opnon7 
S~.temMett­
n~"'~~ 
Figure 5.1 How the discussion list arranges the discussion names and smilies. 
Participants are asked if they notice the colours of the smilies first or the 
smilies' expressiOns. This is to determine if the colours enhance their ability to 
quickly identify the smilies. The results reveal that ten people notice the colour first 
followed by the smilies' expression. According to one user, the use of colours 
enhances her ability to differentiate the different smilies straight away. She explains 
that she does not have to study each of the smilies to clarify meanings. 
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However, seven people think otherwise and report that they notice the expressions 
first, followed by the colour of the smilies. One person says that smilies are not 
useful. 
Nevertheless, the result also reveals that sixteen people agree that the 
combination of both colours and expressions are very effective and useful, with 
the exception of two people who insist that expressions help them more. 
5.2.2.2 Comparison of Different lists 
To satisfy the belief that the usage of colours indeed enhances users' graphical 
feedback, the users are asked to comment on the usefulness between the lists 
introduced in Figure 4.19 and Figure 4.20. The result indicates that 15 people 
prefer to see the discussion list filled with smilies of different colours, compared 
with smilies of the same colour. Only two people prefer the smilies to have the 
same colour. This confnms that the use of colour enhances the meaning of smilies 
by making them easily identifiable. 
This study suggests that the use of colours to represent different facial 
expressiOn are indeed useful and confirms that if instant visual feedback is 
attainable users are able to respond much more actively to discussion posted to the 
system. 
107 
5. EXPERIMENTAL OUTCOMES 
5.2.3 Research Question 3 
c) Will an ongoing poll make electronic conferencing more acceptable? 
The previOus two research questions probed the effectiveness of facial 
expressiOns m an electronic conferencing environment. The following question 
examines whether the polling system IS effective m an electronic conferencing 
environment. 
This study reveals that fifteen people find the ongoing poll to be very useful 
because of the feedback that it provides to users. The majority of users feel that the 
opinion poll allows them to constantly check on their own comments or comments 
made by others. It is apparent that users like to receive feedback on how a particular 
discussion is doing. One user offers this notion, "I would constantly check back on 
my own comment that was posted earlier to the system to see whether the rest of the 
group agreed with me. This allows me to plan for my next response." 
It seems that the need for feedback by other members is an important one. One 
user in particular thinks that the opinion poll is good for decision-making. Others 
echoed the same view but added that the polling system also helps to terminate 
unpopular ideas so that the group can move on to more productive discussions. 
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Among these participants, one of the users suggests that the polling system 
minimises the need for every user to submit a new discussion or comment every time 
participants decide to vote on a particular issue. Once a discussion is posted to the 
system, the users need only to refer back to the discussion under consideration, 
saving time. Furthermore, the polling also gives an indication of the number of 
people reading the discussion, which is useful when determining if a group should 
move on to a new topic. 
One aspect worthy of discussion is the users' view on the Change Opinion 
button. The Change Opinion button was initially designed to enable the users to 
change a previously submitted opinion. During the course of the discussion, users are 
exposed to more facts and convincing arguments, which may prompt a change of 
mind on issues under consideration. Hence, the system has facilities to accommodate 
such changes. For those who agree with the polling system, the ability to change their 
opinion would appear to be essential. Those who disagree with the polling system 
express their disapproval of the Change Opinion feature. They argue that the group 
members should only be allowed to submit their opinion once, one participant saying 
that "I strongly feel that people should not be allowed to change their original 
opinion after the event has taken place. If required, then a new discussion should be 
created for another vote." 
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The outcomes presented so far supports the hypothesis that an ongoing polling 
system makes electronic conferencing more acceptable. However, the participants 
make several suggestions that may be considered. The Submit opinion box 
introduced in Figure 4.25 is designed to allow users to select from only two options -
Agree or Disagree. This is consistent with Isaacs, Morris, Rodriguez & Tang (1995) 
polling meter which implements a different set of options but maintains a similar set 
of choices - Yes or No. However, several users feel that there should be more 
options available for selection. The format proposed was to follow a questionnaire-
type of choices such as the one shown in Figure 5.2. 
Strongly Agree Agree Undecided Disagree Strongly Disagree 
() () () () () 
Figure 5.2 Questionnaire-type choices. 
One participant adds that besides registering an opinion, a user should also be 
allowed to explain the reason for their approval or disapproval. Others suggest that 
deadlines be implemented in the polling system to assist in decision-making, 
regarded as imperative when important issues need to be quickly resolved. In order to 
raise awareness, some people have suggested the use of flags to indicate that new 
opinions have been submitted. 
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5.2 . .J Researclt Questioll 4 
d) Arc the mrious co/,JIIrS implemellled in the polling .~ystem helpful'! 
Altogether, sixteen people agree that the #In Favour and #Against boxes shown 
in the main interface, Figure 4.8, are well represented by red and green colours 
respectively. Many users find colours to be appropriate and intuitive. The 
combination of both colours and data are informative and useful. Nevertheless, one 
participant voices his disapproval with regards to the #In Favour and #Against 
boxes. 
Whenever the number of people in favour of a discussion is greater than the 
number of people against, the #In Favour box changes to green. If the number of 
people in favour of a discussion is less than the number of people against, then the 
#Against box changes to red. In the event where both the number of people for and 
against a discussion are equal, both the #In Favour and #Against boxes will light up 
with their respective colours. The overall response suggests that the majority of users 
find this concept to be useful, as users can often tell whether members of the group 
are in agreement by simply referring to the #In Favour and #Against boxes. One 
user explains that the colours capture her attention towards the poll. It appears that 
colours are effectively employed in both the facial expressions and the polling system 
to impart useful information to a user. Of the eighteen participants, ten 
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people claim to notice the colours first followed hy the nurnhers in the #In Fa\·our 
and #Against boxes. When asked if the combination orhoth colours and numhcrs is 
preferred, participants arc almost unanimous with sixteen people declaring their 
support. 
However, there are those who feels that the green and red colours should not be 
displayed concurrently. As one user comments, "the #In Fanmr and #Against boxes 
should not exhibit both colours simultaneously because it is misleading. The same 
colour such as blue should be displayed on both boxes instead." Another user offers 
the same view further suggesting that one box should be used instead of two. Only a 
. 
single person has problems comprehending the recl colour. He conf~sses that he does 
not feel at ease with the colour representation used in the program due to his own 
interpretation of the colour. 
In spite of the overwhelming support for the poHing system, several participants 
feel that the polling system could have been presented differently. Most users are 
attracted to the idea of a bar chart, implemented in the Forum program by Isaacs, 
Morris, Rodriguez & Tang (1995). Additionally, colours may be incorporated within 
a bar chart to distinguish between the #In Favour and #Against arguments, further 
enhancing the clarity of the data. 
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5.1.5 Research Que.,·tiotr 5 
c) Will the clcctrouic crmfi.•n'llcmK_ proxram promtJte ht•ucr duru.uim(' 
Within this study. sixteen people agree that the electronic confcrcncing program 
promotes better discussion. ll1crc arc two major reasons to support this. Firstly. the 
users feel that the program allows them to be more frank when using the system. One 
user stresses that "'the system promotes better discussion simply because it allows for 
a more open question and discussion environment. People who will most likely be 
shy or reserYed in face-to-face meetings will be encouraged to speak out more when 
using an electronic conferencing system:· Another user adds. "users ""ill say things 
that they will not normally S£:Y in a normal face-to-face meeting·• 
A second reason is time. One user comments that ''the system allows users to 
think about what they want to say before they say it. There is no pressure and the user 
can contribute at their own time. Under this en\"ironment. it is ideal for decision-
mo.'king:~ This statement agrees with that of another user who finds that the system 
••allows users to reflect on their own point of \'iew before submitting further 
comments.'' 
Other usus have suggested that the program promotes better discussion because 
it encourages people to shiJw their own opinion instead of following others. as may 
occur in face-to-face meetings. Yet another thinks that the system will be fa,·ourable 
for those who are geographically separated. Only one user believes that the system 
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docs not promote hcncr discussion. lie prefers face-to-face meetings hcc<tm.c he 
believes that. in such meetings. people arc more focused. I fc compares the clcctromc 
confcrcncing progr.tm to email. which is similar in the aspect of time del<~ys during 
which pCOJ>Ic ha\'c to wait for the response hy others. Regardless of this, he believes 
that geographically dispersed people would benefit from electronic ::onfercncing. 
5.1.6 Other Findings 
Apart from the aforementioned support of the research questions, this study has 
also produced other findings that wilt be addressed in the following section. 
5.1.6.1 Smilies 
The smilies are wetl received by users. Many users feel that smilies are used 
appropriately in the program, making statements such as "the smilies are suitable 
for this program because the user does not have to consider much when using it. It 
is quick and immediate to use since the emotion portrayed by the smilies are clear 
and obvious." 
After opinions are gathered on employing smilies~ users are asked to comment 
on whether the use of caricatures and real images of human facial expressions are 
applicable to the program. The first response is on the use of caricatures similar to 
the ones implemented in Koda & Maes (1996). Eight people suggest that 
caricatures may be confusing and distracting because .. caricatures contain too 
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much detail. Fo1cial expressions should he kept simple, like the smilics." As for the 
remainder of the group. five people do not feel that caricatures arc distr<Jcting and 
the other five arc unsure. 
The second response is on the usc of real images of human facial expressions. 
The outcomes arc more definite on this issue. Among the eighteen users, nine 
people find real images to be most distracting and inappropriate, one user says that 
··real images will not make a huge difference in tenns of being able to portray my 
feelings to the group. The existing smilies already do the job pretty well. The real 
images will only be useful if one needs to know what the other looks like." Six 
peop!e support the use of real images but three others remain UPsure. Although the 
number of participants is small, the result presented thus far maintains that smilies 
best represent facial expressions in an electronic conferencing environment. 
Participants are also in agreement about the colours allocated to the seven smilies. 
Generally, everyone who took part agree that the colours are well assigned. 
Nevertheless, some suggestions were made, which are shown in Table 8. 
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Smilies Name Suel!e>tcd Colour 
:\ncrv Circcn. Or.mgc. Black 
llap~)' Blue 
Sad (_fray, Blue 
Borim.: Ciray 
~cutrdl Ll!!htcr Cirav. White 
NoPictJBlank White 
Tah!t! 8 Suggested colours for sm1hcs. 
5-2.6.2 Terms used in the Program 
The experimental program uses a number of tenns. many of which relate 
closely to electronic conferencing. 
Several users point out that the tenn 'discussion' is misleading because it 
seems to relate to both topic and discussion 11ames. These users propose that a 
different terminology such as 'comment" would be more suitable. Another concern 
is the tenn •opinion'. One particular user belic\'CS that the tcmt '\·ote' would be 
better served under this circumstance. Nonetheless. the tcm1 ·opinion' is adopted 
by the study because the polling system is designed to be an ongoing one. An 
opinion may vary from time to time but a vote seems to suggest a more permanent 
fixture of opinion. 
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;..1.6.3 Topic and discussion n;1mcs 
The: users largely control the syntax usc<.l in an electronic confcrcncing 
progrmu. For example. the panicipants create both the topic and discussion names. 
Thus. users arc: chicny responsible for the naming con\'ention practiced on the 
system. As one user explains ... the topic as well as discussion names created by 
other users are up to indi\'iduals, therefore it is the users' responsibilities to make 
the names meaningful."' 
\Vhen questioned on the clarity of these names, ten people arc not confused by 
topic and discussion names created by other users. The rest of the participants say 
that the names pro\·ided by others are unclear and confusing. AJI participants agree 
that great care must be exercised when creating names so that they arc easily 
understood by C\'eryone using the system. 
5.2.6.4 People with st.-one: literacy skills 
The outcomes suggest that people with strong literacy skills will dominate 
electronic conferencing. A total of twelve people agree with this argument. Four 
people arc unsure and two people do not agree. One member states that "those 
with poor literacy skills are at a disadvantage. People with better literacy skills 
will always dominate the floor, much like lhose in face-lo-face meeting where one 
or two people nonnally dominate the discussion.·· 
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Of the twdvc participants, nine suggcst that this prohlcm may ht.: overcome hy 
the usc of f<~cial expression. One user elaborates, "I think that f:tcial expression 
will he useful. I can always rely on the smilies to let the others know how I fed 
aboul the topic even if my comments may not account for much." On the other 
hand. the other three people do not think that the existing smilics will be helpful. 
One says that ""it doesn't matter what smilies you choose, people will judge you on 
the comments that you have submitted." 
5.2.6.5 Moderator 
Twelve people think that it is an excellent idea to have a moderator present 
during an electronic conferencing session. One major incentive, according to one 
user, is "to control the flmv of the meeting. If a deadlock occurs, then the 
moderator can promote further discussion." Others also think that a moderator 
may be able to delete unwanted messages or discussions that are no longer 
actively used. The task of a moderator is not restricted to monitoring the 
discussion in the electronic conferencing session. One user adds that "a moderator 
is also good for following up on group members who have not been involved in 
the discus!.ion or have stopped contributing altogether." 
While some participants are in favour of employing a moderator, others 
disagree. Six people do not think that a moderator should be present during the 
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discussion. They point out th;1t users arc capahlc of 'clearing the air' for 
themselves. One user rationalises this argunu:nt hy st<.~ting that "virtual discussion 
should he free since the group controls the approval of views. Whc:n usc:rs arc 
engaged in electronic confercncing, they should be free to say what they want as 
long as it is within the group culture." 
5.2. 7 Suggestions 
During the duration of the experiment, several users have suggested additional 
features for inclusion in an electronic conferencing program. 
5.2. 7.1 Real-time chat function 
This study provides a medium whereby users can contribute at their own time 
and space. This method generally means that users do not have to meet at specific 
times to conduct a discussion. Notwithstanding, these events do occur and people 
might be on-line at the same time, leading to a belief by some users that there is a 
need for provision of a real-time chat program. However, it is suggested that 
extensive use of such a tool will defeat the concept of meetings separated by time 
if users become too dependent on the real-time chat program to carry out their 
discussions. A more irmovative way of utilising such a facility is for people to take 
part in infonnal chats. Authors such as McConnell (1994, p. 74) assert that "much 
learning takes place when people just 'chat' ... [since] free-flowing, infom1al talk 
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has a learning value in itsdf: and nne \l,'hich is just as import:ml and cduc;~tionally 
acceptable as structure, 'logical', fi.mnal talk." Consequently, people lll<IY carry on 
with their nonnal discussions, as proposed in this study, reserving their casu<JI tulk 
for a real-time chat program. A real-time chat facility may also be used when users 
need to get quick response from group members. 
5.2.7.2 Include Message-Threading 
A decision was made in this study to exclude the use of message threading and 
implement a different technique of message handling through topic and discussion 
lists. However, some people were interested in the notion of message threading 
similar to that introduced in the newsgroup program. They view this function as 
necessary to organize the discussion names as well as enabling them to follow a 
thread of discussion that might interest them. 
Summary 
The experimental outcomes presented in this chapter verify the usefulness of 
facial expressions and the polling system in an electronic conferencing environment. 
Accordingly, answers were provided to research questions stated in chapter two. 
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6. CONCLUSION 
6.1 Project O•·cn·icw 
The objectives for this study arc firstly, to research the effectiveness of human 
tacial expressions in the fonn of smilics in an electronic discussion environment and 
secondly, research the effecti\'Cncss of an opinion polling system. 
Nunamaker JR ( 1997, 376-377) contends that there has been a gradual shift from 
a physical workplace to a virtual workplace. The author states that in a physical 
workplace, everyone meets up in the same physical venue and at the same time. In a 
virtual workplace, meetings are held using a computer as a medium and everyone meets 
electronically without having to travel to a common physical venue to conduct a 
meeting. 
Current electronic t::onfercncing programs offer much functionality, however 
there have been few studies into the usefulness of facial expressions in such systems. 
More importantly, facial expressions transformed as smilies have often been 
overlooked. 
In response, this study implements an electronic conferencing pr0gram in an 
Intranet environment to evaluate possibilities for people in the same establishment to 
further their discussions without the constraint of both time and space. An experiment in 
which eighteen people took part is explained. Finally, the result of this study is 
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presented and discussed in chapter five of this document. 
6.2 Project Outcome 
The outcome of the study is that human basic facial exprcss10ns may be 
represented by smilies. Considering the colour coding and simplicity of the smilies, 
most participants have no difficulties understanding and applying smilies to discussions. 
Despite the small data sample, overall assessment demonstrates users' 
acceptance of smilies as a practical way of representing emotions in an electronic 
conferencing environment. The study also suggests that infonned use of colours enhance 
the smilies, not only by making them easier to identify but also imparting beneficial 
infonnation to users. This has considerable advantages, such as an ability to assess the 
general consensus of the group, which may influence a speaker's direction. 
AdditionalJy, this fonn of illustration allows users to relate more to comments made in 
textual form. 
The study shows that users are eager to create their own set of smilies, however 
permitting users to manufacture their own smilies may result in smilies created by one 
individual not being understood by others. As a result, misunderstandings may occur if 
members of a group fail to grasp the meaning ofthe smilies. 
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From a users' perspective, a poll presents useful feedhack to u!oicrs. Within thc 
experiments, several people utilise the pull as a tool to gather support from other 
members of a group while others used it for referencing. The study suggests that the 
polling system is useful for people who arc undecided about a topic and for those who 
are joining a discussion group. For some, a poll undoubtedly influences their thoughts, 
which consequently affects their future opinion. 
Improving the polling interface may further enhance usage of such a device. 
Numerous users support the polling idea but prefer a bar chart such as that implemented 
in the Forum program by Isaacs, Morris, Rodriguez & Tang ( 1995 ). 
In summary, the following research hypothesis are shown to be correct: Facial 
expressions do indeed contribute positively to discussions in an electronic conferencing 
setting. 
6.3 Future Research Directions 
Whilst the experimental outcomes demonstrate an effective line of research, they 
also suggest a further research direction, as follows: 
123 
6.3.1 Numbt•r of Subje'""l!'o 
(( is the author's opinion that a larger pool of participants will draw a more 
dclinitc conclusion. although it is expected th:.ll the overall result will not change 
significantly. 
6.3.1 N11mber o[Smilies 
A positi\'e result from this research indicates that further experimentation with a 
greater range of smilies would be a useful future direction. Further. enabling users to 
create their own sets of smilies may be investigated. Howe\·cr. it is suggested that 
colour matching of smilies should be strictly monitored to avoid unnecessary 
confusion and distraction. 
6.3.3 Introduce J'iessage 1/,·eading 
The outcomes described in chapter fi\'c indicate that message threading may be 
implemented in the program. Although topic and discussion lists regulate messages 
sent to the system, message threading may better accommodate situations when 
correspondents need to answer a specific discussion of another user. 
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lmllroving the overall design of this function may yield some additional hcncfits. 
For instance, the task of looking up related messages as well as following up on them 
will be greatly reduced. Coincidentally, the polling system will profit most from this 
modific;~tion. Currently, users of the system arc authorised to poll their opinion to 
e\·cry discussion names on the discussion Jist. That may no longer be necessary if 
message threading is introduced. A more coherent method of polling might be to 
pennit users to poll only main discussion names. For example, the concept currently 
implemented in this study is illustrated in Table 9. The main topic and discussion 
names are italicised and the result of the poll is denoted by the following numbers, 
(612}, which indicates that six people are in favour and two against an argument. In 
the current model, users are allowed to place a vote on every discussion name. This 
may sometimes be redundant and unnecessary because not every discussion name 
requires a vote. For instance, a discussion name entitled "U'lzat a ludicrous 
suggestion" is merely a comment and it is unnecessary for users to offer an opinion. 
On the other hand, the discussion name "Should emails belong to the university?" 
requires some response from the rest of the group members. 
Tol!ic Name Discussion Name Poll I [For/Against] 
Budf!e/ for I 998 Computer department should 2et priority 614 
State vour reasons OIO 
What would haooen to other deoartments? OIO 
Emails Should emails belong to the university? I 19 
ownership 
What a ludicrous Sllf![!estion! 010 
Where is our privacy? OIO 
Guideli1Jes must be used to draw the line. 812 
Table 9 Current Implementation of the polling system without message threadmg. 
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Table I 0 illustrates an implementation of a polling system with message 
threading. Notice that only the primary discussion names, "Compllfer departmenl 
should get priori~),.. and "Should emails helonx to the university'!'' offCr users a 
chance to participate in a poll. All related comments submitted thercal1er arc 
restricted from polling. Hence, this new fonnat enables users to either read other 
users' comments or state their own before making up their mind whether to agree or 
disagree. The complexity of previous design has been eliminated and replaced with a 
much simpler model, which may be presented graphically as previously discussed. 
Tol!ic Name Discussion Name Poll 
IForiA!!ainst[_ 
BudJlet for I 998 Computer departmelll should f!et priori tv 6[4 
State vour reasons 
What would happen to other departments? 
Em ails Should emai/s belong to the university? I [9 
ownership 
What a ludicrous suggestion! 
Where is our privacy? 
Guidelines must be used to draw the line . 
. Table 10 Improvement wtth message threadtng. 
6.3.4 Increase Speed 
One of the elementary issues that have to be dealt with in future research is the 
speed of the program. Numerous subjects mention that initiating a program requires 
considerable amount of time. However, once a program is loaded, time taken to 
operate the program reduces considerably. 
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This prohlcm is not unexpected under current testing circumstances. At the 
bt:ginning of this project. the Ja\'a programming language was in its infancy. Data 
rt:quireJ by the program is retrieved and written to the wch server as files. a slow 
operation. Future research could employ hctkr data access. This may he fulfilkd 
with Java Database Connectivity. better known as JDBC. According to Ahlan (lc;c;r,. 
p. 120) JDBC "offers a generic SQL database access mechanism that provides a 
consistent interface to a variety of RDBMSs." Redesigning the current program to 
operate under JDBC may improve the overall execution of the program. 
Summary 
The need for this project arises from a Jack of research into the use of fo:\ci<il 
expressions in an electronic conferencing program. In response to this need, the study 
explores the potential effectiveness of incorporating fundamental human facial 
expressions in the fonn of smilies into an electronic discussion forum that remo\·es 
constraints of both time and space. Additionally. the usefulness of a polling system is 
also investigated. 
A prototype demonstrates that incorporating a face is considered acceptable in an 
electronic conferencing environment. Although the data sample is relatively smalL it 
appears that the research questions posed have been answered. 
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In conclusion. lhc implcrucntalion or raci:Jl cxprcssiollS and a polling system an; 
perceive-d as henclici;.ll ami invalu:Jh/c to people who arc engaging in discussions 
~mploying an electronic conrcrcncing c1Wironmcnt. 
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URLs 
Stands for Universal Resource Locator. The URLs is similar t':> the address of a 
house. In order to deliver a letter to a particular house, the user have to knO\v the 
address to sent it to. Similarly, to access a particular known page on the Internet, 
users must have the Internet address of this home page. 
Home Page 
A home page is an Internet site set up on the Internet to allow people to access 
information. In previous years, these ""pages·· were mostly static. which means that 
they contain only text. Jn reccm years, with the emergence of the Jm·a programming 
language, these .. pages" now dynamic. that means that developers can now include 
animations and programs that users can access and update infomtation. 
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Ju,•a 
Ja\'a is an ohjcct·oricntcd progranumng language that was developed hy Sun 
l\licrosystems the company best known for its high·cnd UNIX workstations. Java is 
modeled after the C and C++ programming languages. 
App/ets 
An Applef is a dynamic anrl interactive program that can run inside a \Veb page 
displayed by a Java·capable browser such as HotJava and Netscape 2.0. 
Applets appear in a web page much in the same way as images do but unlike images, 
applets are more dynamic and interactive. Infonnation viewed in other web browsers 
is limited to static text, illustrations, low-quality sounds and \'ideas. With HotJava. 
applets cari be used to create animation. and other interactive figures. Applets can 
also be used to invent creative areas that can respond to input from the user. 
Electronic Conferencing 
Electronic conferencing systems facilitate the process of sharing,. organising and 
navigating information through an electronic space that serves as a common 
repository for contribution. 
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(iroupwart• 
Computer solh\'arc lhat support groups of people engaged in a common task and that 
pro\'ides an interface to a shared environment (Bums, 
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APPENDIX B : SOURCE CODE [CLIENT SIDE] 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
CLIENT PROGRAMS 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
AboutBox.j ava 
I*=================================================================== 
Program Name 
Purpose 
AboutBox. j ava 
This program implements a dialog box that display 
information about the system and the author. 
====================================================================*I 
import java.awt.*; 
class AboutBox extends Dialog 
{ 
II Program Declaration 
Label labell; 
Label label2; 
Button OKButton; 
II Contains the title of the system 
II Contains the name of the author 
I I This is the OK button used in the 
II dialog box. 
l*=================================================================*I 
I* AboutBox() CONSTRUCTOR *I 
l*-----------------------------------------------------------------*I 
I* Add all user interface components onto the dialog box *I 
l*=================================================================*I 
public AboutBox(Frame parent) 
{ 
super(parent, "About", true); 
setResizable(false); II Make sure that the dialog box is 
II not resizable 
setLayout(null); II No layout style for this dialog box 
addNotify (); 
resize(insets() .left+ insets() .right+ 300, insets() .top+ 
insets() .bottom+ 143); 
II Initialise labell object then add it to the dialog box by 
II positioning the object using the reshape function. 
labell new Label("<< ONLINE CONFERENCING 
SYSTEM >>", Label.CENTER); 
add (labell); 
label 1. reshape ( insets () . left + 12, insets() . top + 13,264, 2 0) ; 
II Initialise label2 object then add it to the dialog box by 
II positioning the object using the reshape function. 
label2 new Label("Programmed By: Thaveeporn Limpanyalers" 
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, Label. CENTER) ; 
label2.setFont(new Font("Dialog",Font.BOLD,10)); 
add(label2); 
label2.reshape(insets() .left+ 17,insets() .top+ 50,262,15); 
// Initialise the OK button and add it to the dialog box 
OKButton new Button ("OK"); 
add (OKButton); 
OKButton.reshape(insets() .left+ 113,insets() .top+ 85,72,26); 
} // AboutBox() Constructor 
/*=================================================================*/ 
/* show() Method */ 
/*-----------------------------------------------------------------*/ 
/* Display the dialog box onto the screen */ 
/*=================================================================*/ 
public synchronized void show() 
{ 
Rectangle bounds= getParent() .bounds(); 
Rectangle abounds= bounds(); 
move(bounds.x + (bounds.width - abounds.width)/ 2, 
bounds.y + (bounds.height - abounds.height)/2); 
super. show () ; 
} // show() method 
/*=================================================================*/ 
/* wakeup() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method notify other objects about its state. */ 
/*=================================================================*/ 
public synchronized void wakeup() 
{ 
notify(); 
} // Wakeup() method 
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/*=================================================================*/ 
/* handleEvent() Method */ 
/*-----------------------------------------------------------------*/ 
/* This is the event handler of the dialog box. It detects the */ 
/* states of the buttons, windows and other components that is in */ 
/* the dialog box. *I 
!*=================================================================*! 
public boolean handleEvent(Event event) 
{ 
// If the user clicked on the OKbutton then call the 
II clickedOKButton()method. 
if (event.id== Event.ACTION_EVENT 
&& event.target== OKButton) 
{ 
clickedOKButton(); 
return true; 
} //if 
else 
// Otherwise, if the user decide to destroy the window, the 
// hide the current AboutBox dialog box. 
if (event.id -- Event.WINDOW_DESTROY) 
{ 
hide(); 
return true; 
} //if 
// If the event received by handleEvent is not the appropriate 
// event,call the superclass handleEvent to send the event to 
// the appropriate event handling method. 
return super.handleEvent(event); 
} // handleEvent() method 
/*=================================================================*! 
/* clickedOKButton() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method handles the OK button. Once the button is clicked, */ 
/* the newsgroup program will be displayed. */ 
/*=================================================================*/ 
public void clickedOKButton() 
{ 
handleEvent(new Event(this, Event.WINDOW DESTROY, null)); 
} // clickedOKButton() method 
II AboutBox class 
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Change_ OpinionBox.j ava 
/*================================================================= 
Program Name Change_OpinionBox.java 
Purpose This class is used to verify the user's 
previous show of opinion. Since the user 
is changing their opinion, we have to 
know their previous opinion so that we 
can determine the changes that have to 
be made to the 'For' and 'Against• figures 
===================================================================*! 
import java.awt.*; 
import java.io.*; 
import java.net.*; 
import java.util.StringTokenizer; 
public class Change_OpinionBox extends Frame 
{ 
// Program Declaration 
Label 
CheckboxGroup 
Instruction Label;// User's Instruction 
PreviousOpinion; II CheckboxGroup containing 
// the user's opinion of 
Checkbox 
Button 
int 
String 
// the Topic of discussion 
Agree, 
Disagree; 
// Previous opinion is AGREE 
// Previous opinion is DISAGREE 
Submit_Opinion, // Changes the previous 
Cancel; 
Total 
Voted 
NotVoted 0, 
InFavour 0, 
II 
Against O; 
Topic_ Name = 
Discussion 
Reply_Data 
-
VoteStatus = 
// opinion and submit a new 
II one 
// Exit and save to file. 
0, // Total number of voters 
0, // Number of people voted 
// Number of people who have 
// NOT voted 
// Number of people who are 
in favoured of the 
// discussion 
"" 
"" 
"" 
"" 
// Number of people who are 
// NOT in favoured of the 
// discussion 
II The Topic of Discussion 
II discussion contents 
II Other Discussion details 
II Needed to update the 
II Reply?.txt file 
II Determine if user has 
II voted 
Reply_Filename="";// Contains the Reply 
II Filename to write data to 
!*=================================================================*/ 
/* Change OpinionBox() CONSTRUCTOR */ 
!*-----------------------------------------------------------------*! 
/* This constructor provides the user interface by which the user */ 
/* can enter their vote on a chosen discussion name */ 
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l*=================================================================*I 
public Change OpinionBox(String Selected TName, 
- String Reply Info, 
String Reply-Content, 
String Reply-File, 
int TotalNumber, 
int Number_Voted, 
int Number_NotVoted, 
int Number InFavour, 
int Number-Against, 
String Vote_Status) 
II Contains the title of the frame 
super("Validate Previous Opinion Window"); 
II Assign parameter variables to Global variable to be passed 
II on to the VoteWin2 class. 
Topic_Name 
Discussion 
Reply_Data 
Reply_Filename 
Total 
Voted 
NotVoted 
InFavour 
Against 
VoteStatus 
Selected_TName; 
Reply_Content; 
Reply Info; 
Reply-File; 
TotalNumber; 
Number Voted; 
Number=NotVoted; 
Number InFavour; 
Number=Against; 
Vote_Status; 
II Initialise all AWT used 
Instruction Label = new Label("Please select your previous 
opinion : " ) ; 
PreviousOpinion 
Agree 
Disagree 
Submit_Opinion 
Cancel 
new CheckboxGroup(); 
= new Checkbox( 11 Agree 11 ,PreviousOpinion 
,false); 
new Checkbox( 11 Disagree 11 ,PreviousOpinion 
,false); 
= new Button("Submit Opinion"); 
= new Button("Cancel"); 
II Setting the main container layout style to use the 
II BorderLayout style 
this.setLayout(new BorderLayout()); 
II Initialising the primary panels to use on the main 
II container 
Panel Vote Status Info 
Panel Button Info 
new Panel() ; I I 
new Panel() ; I I 
II Arrange the Voting information 
Uses FlowLayout 
Uses FlowLayout 
l*==============================================================*I 
I* Vote Status Info Panel *I 
l*======================-======-================================*I 
I* This panel contains the radio buttons that prompt the user *I 
I* to indicate whether their previous vote was 'Agree' or *I 
I* 'Disagree•. *I 
l*==============================================================*I 
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// Setting the Vote_Status_Info panel layout style to use the 
// FlowLayout style then add the buttons to the Vote_Status Info 
// panel 
Vote Status Info.setLayout(new FlowLayout()) 
Vote-Status-Info.add(Agree); 
Vote-Status-Info.add(Disagree); 
- -
/*==============================================================*/ 
/* Button Info Panel */ 
/*==========================-===================================*/ 
/* The purpose of the Button Info panel is to organize the */ 
/* Change OpinionBox interface using previously declared panels*/ 
/*========-=====================================================*/ 
// Setting the Button_Info panel layout style to use the 
// FlowLayout style then add the buttons to the Button Info 
// panel 
Button Info.setLayout(new FlowLayout()); 
Button-Info.add(Submit Opinion); 
Button=Info.add(Cancel) 
this.add("North", Instruction Label) 
this. add ( "Center" I Vote Status Info) 
this.add("South", Button_Info) 
resize(350,150); 
setResizable(false); 
// Set the main panel background to Cyan 
this.setBackground(Color.cyan); 
} // CONSTRUCTOR Change_OpinionBox() 
/*=================================================================*/ 
/* insets() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method is use to add a specified space between each of the*/ 
/* components and the frame. */ 
/*=================================================================*/ 
public Insets insets() 
{ 
} 
return new Insets(25,15,15,15); 
// insets() method 
/*=================================================================*/ 
/* show() Method */ 
/*----------------------------------.------------------------------*/ 
/* This method display the main interface user interaction */ 
/* Note that the move() command also set the position of */ 
/* the program on the screen */ 
/*=================================================================*/ 
public synchronized void show() 
{ 
move(SO, 50); 
super.show(); 
} // show() Method 
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/*=================================================================*! 
/* GetVoterStatus() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method determines which radio boxes the user has chosen. */ 
/* Whether it is the 'Agree' or 'Disagree' radio boxes. */ 
/*=================================================================*/ 
public String GetVoterStatus() 
{ 
// Store user's previous vote. Checked if user has selected the 
// 'Agree' radio box. If he/she has, then the users' previous 
// vote is in favour of the discussion. Otherwise, their 
// previous vote is against the discussion. 
String PreviousVote 
if (Agree.getState() 
{ 
true) 
II II• 
, 
// User's previous vote is Agree 
PreviousVote "Agree"; 
} // if 
else 
{ 
// Otherwise the previous vote is disagree 
PreviousVote "Disagree"; 
} // else 
return PreviousVote; 
} // GetVoterStatus() Method 
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/*=================================================================*! 
/* handleEvent() Method */ 
/*-----------------------------------------------------------------*/ 
/* This is the event handler. It detects the states of the buttons,*/ 
/* the windows and other components that is in the Frame. */ 
/*=================================================================*/ 
public boolean handleEvent(Event evt) 
{ 
String InitialVote = "";// Determine the user's opinion 
if (evt.target instance of Button) 
{ 
if (evt. arg. equals ("Cancel")) 
{ 
// Call this method if the user click on the 
// CANCEL button, 
// then hide and dispose of the current object. 
clickedCancelButton(); 
this.hide(); 
this. dispose() ; 
return true; 
} // if 
else 
II Determine if the user's previous vote is AGREE or 
// DISAGREE. Since neither the radio buttons are 
II initialised (i.e neither one is selected) ,we have to 
// check that the user selects at least one. 
if (evt.arg.equals("Submit Opinion")) 
{ 
else 
if ((Agree.getState() == false) && 
(Disagree.getState() == false)) 
// If the user did not select either the 'Agree' 
// or 'Disagree' buttons, display an error 
// message. Initialise an object of type 
// ErrorMsg and send the current frame object 
// because ErrorMsg is a dialog box. 
ErrorMsg Message= 
Message.show(); 
return true; 
} // if 
new ErrorMsg(this); 
// Otherwise, find out which radio buttons the 
// user selected and pass the information to the 
// VoteBox object so that user can vote again. 
InitialVote GetVoterStatus(); 
VoteWin2 VoteBox; 
VoteBox = new VoteWin2(Topic Name, Reply Data, 
Discussion,Reply_Filename, 
Total,Voted,NotVoted, 
InFavour,Against,VoteStatus, 
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Initial Vote); 
VoteBox. show () ; 
II Dispose & Hide window once data is handled 
this.hide(); 
this.dispose(); 
return true; 
} II else } II else 
} I I if 
II If the user destroy the window then hide and dispose 
II existing window. 
if (evt.id == Event.WINDOW_DESTROY) 
{ 
this.hide(); 
this. dispose() ; 
return true; 
II If the event received by handleEvent is not the appropriate 
II event, call the superclass handleEvent to send the event to 
II the appropriate event handling method. 
return super.handleEvent(evt); 
} II handleEvent() Method 
l*=================================================================*I I* clickedCancelButton() Method *I 
l*-----------------------------------------------------------------*I 
I* This method is triggered when the user clicked on the CANCEL *I 
I* button. *I 
l*=================================================================*I 
public void clickedCancelButton() 
{ 
II Call the NewsGroup Main Menu 
NewsGrpiconVote 
MyMenu. show () ; 
MyMenu = new NewsGrpiconVote(); 
II Hide and dispose of the Change_OpinionBox 
this.hide(); 
this.dispose(); 
} II clickedCancelButton() Method } II Change_OpinionBox class 
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ErrorMsg.java 
/*================================================================= 
Program Name ErrorMsg.java 
Purpose This class informs the user when the Agree 
and Disagree radio buttons is not selected when 
the user is submitting an opinion. 
===================================================================*/ 
import java.awt.*; 
class ErrorMsg extends Dialog 
{ 
// Program Declaration 
Label labell; 
Label label2; 
Button OKButton; 
// Contains the error type 
// Contains the instruction to rectify the 
// error 
// This is the OK button used in the dialog 
// box. 
/*=================================================================*/ 
/* ErrorMsg(Frame) CONSTRUCTOR */ 
/*-----------------------------------------------------------------*/ 
/* Add all user interface components onto the dialog box */ 
/*=================================================================*/ 
public ErrorMsg(Frame parent) 
{ 
// Indicate the title of the dialog box and disallow the 
// window to be resizable 
// The title of the ErrorMsg dialog box 
super(parent, "Previous Opinion not Selected Window", true); 
setResizable(false); 
// No layout style for this dialog box 
setLayout(null); 
addNotify () ; 
resize(insets() .left+ insets() .right+ 400, insets() .top 
+ insets() .bottom+ 143); 
// Initialise labell object then add it to the dialog box by 
// positioning the object using the reshape function. 
labell = new Label("<< AGREE/DISAGREE BUTTONS NOT 
SELECTED ! >> 11 , Label.CENTER); 
add (labell); 
labell.reshape(insets() .left+ 30,insets() .top+ 13,350,20); 
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// Initialise label2 object then add it to the dialog box by 
// positioning the object using the reshape function. 
label2 = new Label("PLEASE INDICATE YOUR 
OPINION",Label.CENTER); 
label2.setFont(new Font("Dialog",Font.BOLD,10)); 
add ( label2) ; 
label2.reshape(insets() .left+ 45,insets() .top+ 50,295,15); 
// Initialise the OK button and add it to the dialog box 
OKButton = new Button ("OK"); 
add (OKButton); 
OKButton.reshape(insets() .left+ 165,insets() .top+ 85,72,26); 
} // ErrorMsg() Constructor 
/*=================================================================*/ 
/* show() Method */ 
/*-----------------------------------------------------------------*/ 
/* Display the dialog box onto the screen */ 
/*=================================================================*/ 
public synchronized void show() 
{ 
Rectangle bounds= getParent() .bounds(); 
Rectangle abounds= bounds(); 
move(bounds.x + (bounds.width - abounds.width)/ 2, 
bounds.y + (bounds.height - abounds.height)/2); 
super. show() ; 
} // show() method 
/*=================================================================*/ 
/* wakeup() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method notify other objects about its state. */ 
/*=================================================================*/ 
public synchronized void wakeup() 
{ 
notify() ; 
} // wakeup() method 
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l*=================================================================*I 
I* handleEvent() Method *I 
l*-----------------------------------------------------------------*I 
I* This is the event handler of the dialog box. It detects the *I 
I* states of the buttons, windows and other components that is in *I 
I* the dialog box. *I 
l*=================================================================*I 
public boolean handleEvent(Event event) 
{ 
II If the user clicked on the OKbutton then call the 
II clickedOKButton() method. 
if (event.id== Event.ACTION_EVENT && 
event.target== OKButton) 
clickedOKButton(); 
return true; 
} I I if 
else 
II Otherwise,if the user decide to destroy the window, then 
II hide the current AboutBox dialog box. 
if (event.id== Event.WINDOW_DESTROY) 
{ 
this.hide(); 
return true; 
} I I if 
II If the event received by handleEvent is not the appropriate 
II event, call the superclass handleEvent to send the event to 
II the appropriate event handling method. 
return super.handleEvent(event); 
} II handleEvent(event) 
l*=================================================================*I 
I* clickedOKButton() Method *I 
l*-----------------------------------------------------------------*I 
I* This method handles the OK button. Once the button is clicked, *I 
I* the newsgroup program will be displayed. *I 
l*=================================================================*I 
public void clickedOKButton() 
{ 
handleEvent(new Event(this, Event.WINDOW_DESTROY, null)); 
II clickedOKButton() method 
} II ErrorMsg() Class 
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NoTopicMsg.java 
I*================================================================== 
Program Name 
Purpose 
NoTopicMsg. j ava 
This dialog box is displayed to inform the 
user that there are no topic available for 
discussion. 
===================================================================*I 
import java.awt.*; 
public class NoTopicMsg extends Dialog 
{ 
II Program Declaration 
Button OK_Button; 
l*=================================================================*I 
I* NoTopicMsg(Frame) CONSTRUCTOR *I 
l*-----------------------------------------------------------------*I 
I* This constructor provides the interface by which the user can *I 
I* interact with. *I 
l*=================================================================*I 
public NoTopicMsg(Frame parent) 
{ 
II The title of the NoTopicMsg dialog box 
super(parent, "No Topic Available Message", true) 
II Declare the panels to use for this frame 
Panel 
Panel 
pl 
p2 
new Panel() 
new Panel() 
II Add the objects to the panels 
pl.add(new Label ("NO TOPIC CURRENTLY AVAILABLE")); 
pl. add (new Label ("Select <Create Topic> menu option to create a 
Topic Name")); -
add("Center",pl); 
p2.add(OK Button 
add ("South", p2) 
resize(370,130); 
new Button ("Ok")) 
II Set the size of the Create_Reply frame 
II Disallowed the dialog box to be resized 
setResizable(false) } II NoTopicMsg CONSTRUCTOR 
l*=================================================================*I 
I* show() Method *I 
l*-----------------------------------------------------------------*I 
I* Display the dialog box onto the screen *I 
l*=================================================================*I 
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public synchronized void show() 
{ 
Rectangle bounds= getParent() .bounds(); 
Rectangle abounds= bounds(); 
move(bounds.x + (bounds.width - abounds.width)/ 2, 
bounds.y + (bounds.height - abounds.height)/2); 
super.show(); 
} // show() method 
/*=================================================================*! 
/* wakeUp() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method notify other objects about its state. */ 
/*=================================================================*/ 
public synchronized void wakeUp() 
{ 
notify() ; 
} // wakeup() method 
/*=================================================================*! 
/* handleEvent() Method */ 
/*-----------------------------------------------------------------*/ 
/* This is the event handler of the dialog box. It detects the */ 
/* states of the buttons, windows and other components that is in */ 
/* the dialog box. */ 
/*=================================================================*! 
public boolean handleEvent(Event evt) 
{ 
// Handles the button event 
if (evt.target instanceof Button) 
{ 
if (evt. arg. equals ( 11 0k 11 )) 
{ 
clickedOKButton(); 
return true; 
} // if 
} // if 
// Handles the window event 
if (evt.id == Event.WINDOW_DESTROY) 
{ 
hide(); 
dispose(); 
return true; 
} // if 
// If the event received by handleEvent is not the appropriate 
// event, call the superclass handleEvent to send the event to 
// the appropriate event handling method. 
return super.handleEvent(evt); 
} // handleEvent 
!*=================================================================*! 
/* clickedOKButton() Method */ 
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l*-----------------------------------------------------------------*I 
I* This method handles the OK button. Once the button is clicked, *I 
I* the newsgroup program will be displayed *I 
l*=================================================================*I 
public void clickedOKButton() 
{ 
hide() ; 
dispose(); } II clickedOKButton() method 
} II NoTopicMsg class 
QuitBox.java 
I*=================================================================== 
Program Name 
Purpose 
Qui tbox. j ava 
This class prompt the user to quit the program. 
===================================================================*I 
import java.awt.*; 
class QuitBox extends Dialog 
{ 
II Program Declaration 
Frame 
Button 
Button 
ParentFrame; 
yesButton; 
noButton; 
l*=================================================================*I 
I* QuitBox(Frame) CONSTRUCTOR *I 
l*-----------------------------------------------------------------*I 
I* Add all user interface components onto the dialog box *I 
l*=================================================================*I 
public QuitBox(Frame parent) 
{ 
II The title of the QuitBox dialog box 
super(parent,"Quit Application?", true) 
II Disallowed user to resize the dialog box 
setResizable(false); 
this.ParentFrame 
setLayout(null); 
addNotify () ; 
parent; 
resize(insets() .left+ insets() .right+ 257, insets() .top 
+ insets() .bottom+ 64); 
II Instantiate the AWT objects and add it to the dialog box 
yesButton new Button("Yes"); 
add (yesButton); 
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yesButton.reshape(insets() .left+ 68,insets() .top+ 10,46,23) 
noButton=new Button ("No") 
add (noButton) ; 
noButton.reshape(insets() .left+ 135,insets() .top+ 10,47,23) 
} // QuitBox method 
/*=================================================================*/ 
/* show() Method */ 
/*-----------------------------------------------------------------*/ 
/* Display the dialog box onto the screen */ 
/*=================================================================*/ 
public synchronized void show() 
{ 
Rectangle bounds= getParent() .bounds() 
Rectangle abounds= bounds(); 
move(bounds.x + 
bounds.y + 
super. show () ; 
(bounds.width - abounds.width)/ 2, 
(bounds.height - abounds.height)/2) 
} // show() method 
/*=================================================================*/ 
/* wakeup() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method notify other objects about its state. */ 
/*=================================================================*/ 
public synchronized void wakeup() 
{ 
notify(); 
} // wakeup() method 
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l*=================================================================*I 
I* action(Event, Object) Method *I 
l*-----------------------------------------------------------------*I 
I* This is the event handler of the dialog box. It detects the *I 
I* states of the buttons, windows and other components that is in *I 
I* the dialog box. *I 
l*=================================================================*I 
public boolean action(Event event, Object arg) 
{ 
II Handles the button event 
if (event.target instanceof Button) 
{ 
if (event.arg.equals ("No")) 
{ 
clickedNoButton(); 
return true; 
} I I if 
} I I if 
II Handles the window event and the 'Yes' button 
if ((event.id== Event.WINDOW DESTROY) I I 
(event.id== Event.ACTION EVENT && 
event.target== yesButton)) 
} I I if 
II Dispose and hide the Quit Dialog Box 
this.hide(); 
this.dispose(); 
II Dispose and hide the Parent Frame 
this.ParentFrame.hide(); 
this.ParentFrame.dispose(); 
II If this is run as application. System.exit(O) 
II works. If run on Applet, you just have to 
II hide() & dispose() it 
return true; 
II If the event received by handleEvent is not the 
II appropriate event,call the superclass handleEvent to 
II send the event to the appropriate event handling 
II method. 
return super.handleEvent(event); 
} II action(Event,Object) method 
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/*=================================================================*/ 
/* clickedNoButton() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method handles the 'No' button. Once the button is clicked,*/ 
/* the newsgroup program will be displayed again so that the users*/ 
/* can continue their discussion. */ 
/*=================================================================*/ 
public void clickedNoButton() 
{ 
this.hide(); 
this. dispose() ; 
} // clickedNoButton() method 
} // QuitBox() method 
Reply_ Cancel.java 
/*=================================================================== 
Program Name 
Purpose 
Reply_Cancel.java 
This class handles the event when the user clicked 
the "Cancel" button in the Create Reply4 frame. 
Once click, the class will load the parent frame 
(NewsGrpiconVote) and informs user that 
the discussion name has not been created. 
===================================================================*/ 
import java.awt.*; 
public class Reply_Cancel extends Dialog 
{ 
// Program Declaration 
Label Reply_Cancel_Dialog; 
Button Cancel_OK_Button; 
/*=================================================================*/ 
/* Reply Cancel(Frame) CONSTRUCTOR */ 
/*-----------------------------------------------------------------*/ 
/* Add all user interface components onto the dialog box */ 
/*=================================================================*/ 
public Reply Cancel(Frame parent) { -
// Title of ·the Reply_Cancel frame 
super (parent, "Reply Cancel Box", true); 
setLayout(null); 
addNotify () ; 
resize(insets() .left+ insets() .right+ 266, insets() .top+ 
insets() .bottom+ 180); 
// Instantiate the AWT objects and add to the frame 
Reply_Cancel_Dialog = new Label("Reply File was not 
created ! ! ! "); 
add(Reply_Cancel_Dialog); 
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Reply Cancel Dialog.reshape(insets() .left+ 49,insets() .top+ 
- - 46,168, 13); 
Cancel OK Button new Button ("OK"); 
add(Cancel OK Button); 
Cancel OK Button.reshape(insets() .left+ 77,insets() .top+ 
- - 85,91,26); 
// Disallowed the user to resize the window 
setResizable(false); 
} // Reply_Cancel(Frame) CONSTRUCTOR 
/*=================================================================*/ 
/* show() Method */ 
/*-----------------------------------------------------------------*/ 
/* Display the dialog box onto the screen */ 
/*=================================================================*! 
public synchronized void show() 
{ 
Rectangle bounds= getParent() .bounds(); 
Rectangle abounds= bounds(); 
move(bounds.x + (bounds.width - abounds.width)/ 2, 
bounds.y + (bounds.height - abounds.height)/2); 
super.show(); 
} // show() method 
/*=================================================================*/ 
/* wakeup() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method notify other objects about its state. */ 
/*=================================================================*! 
public synchronized void wakeUp() 
{ 
notify(); 
} // wakeUp() method 
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l*=================================================================*I 
I* handleEvent() Method *I 
l*-----------------------------------------------------------------*I 
I* This is the event handler of the dialog box. It detects the *I 
I* states of the buttons, windows and other components that is in *I 
I* the dialog box. *I 
l*=================================================================*I 
public boolean handleEvent(Event event) 
{ 
II Handles the button event 
if (event.id== Event.ACTION_EVENT 
&& event.target== Cancel_OK_Button) 
clickedCancelOKButton(); 
return true; 
} I I if 
else 
II Handles the window event 
if (event.id Event.WINDOW_DESTROY) 
{ 
hide() ; 
dispose(); 
return true; 
} I I if 
II If the event received by handleEvent is not the appropriate 
II event, call the superclass handleEvent to send the event to 
II the appropriate event handling method. 
return super.handleEvent(event); 
} II handleEvent(Event) method 
l*=================================================================*I 
I* clickedOKButton() Method *I 
l*-----------------------------------------------------------------*I 
I* This method handles the OK button. Once the button is clicked, *I 
I* the newsgroup program will be displayed. *I 
l*=================================================================*I 
public void clickedCancelOKButton() 
{ 
hide(); 
dispose(); } II clickedCancelOKButton() method 
} II Reply_Cancel class 
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ReplyMsg.java 
I*=================================================================== 
Program Name ReplyMsg. j ava 
Purpose This class prompts the user to enter the discussion 
name again when the user fails to edit the 
Discussion Title field.Every discussion must have a 
discussion name so that they can be displayed on 
the discussion list. 
===================================================================*I 
import java.awt.*; 
class ReplyMsg extends Dialog 
{ 
II Program Declaration 
Label 
Label 
Button 
labell; 
label2; 
OKButton; 
l*=================================================================*I 
I* ReplyMsg(Frame) CONSTRUCTOR *I 
l*-----------------------------------------------------------------*I 
I* Add all user interface components onto the dialog box *I 
l*=================================================================*I 
public ReplyMsg(Frame parent) 
{ 
II Title of the ReplyMsg frame 
super(parent, "Discussion Not Entered", true); 
setLayout(null); 
addNotify () ; 
resize(insets() .left+ insets() .right+ 300, insets() .top+ 
insets() .bottom+ 143); 
II Inistantiate the AWT objects and add it to frame 
labell new Label("<<DISCUSSION NAME IS 
NOT ENTERED>>",Label.CENTER); 
add ( labell) ; 
labell.reshape(insets() .left+ 12,insets() .top+ 13,275,20); 
OKButton new Button ("OK"); 
add (OKButton); 
OKButton.reshape(insets() .left+ 113,insets() .top+ 85,72,26); 
label2 new Label("PLEASE ENTER A DISCUSSION NAME", 
Label. CENTER); 
label2.setFont(new Font("Dialog",Font.BOLD,10)); 
add ( label2) ; 
label2.reshape(insets() .left+ 17,insets() .top+ 50,262,15); 
II Allow the user to resize the window 
setResizable(true); 
} II ReplyMsg(Frame) CONSTRUCTOR 
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/*=================================================================*/ 
/* show() Method */ 
/*-----------------------------------------------------------------*/ 
/* Display the dialog box onto the screen */ 
/*=================================================================*/ 
public synchronized void show() 
{ 
Rectangle bounds= getParent() .bounds() 
Rectangle abounds= bounds(); 
move(bounds.x + 
bounds.y + 
super.show(); 
(bounds.width - abounds.width)/ 2, 
(bounds.height - abounds.height)/2) 
} // show() method 
/*=================================================================*/ 
/* wakeup() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method notify other objects about its state. */ 
/*=================================================================*/ 
public synchronized void wakeup() 
{ 
notify(); 
} // wakeup() method 
/*=================================================================*/ 
/* handleEvent() Method */ 
/*-----------------------------------------------------------------*/ 
/* This is the event handler of the dialog box. It detects the */ 
/* states of the buttons, windows and other components that is in */ 
/* the dialog box. */ 
/*=================================================================*/ 
public boolean handleEvent(Event event) 
{ 
// Handles the Button event 
if (event.id== Event.ACTION EVENT && 
event.target== OKButton) 
clickedOKButton() 
return true; 
} // if 
else 
// Handles the windows event 
if (event. id 
{ 
hide(); 
return true; 
// if 
Event.WINDOW_DESTROY) 
// If the event received by handleEvent is not the appropriate 
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II event, call the superclass handleEvent to send the event to 
II the appropriate event handling method. 
return super.handleEvent(event) 
} II handleEvent(Event) 
l*=================================================================*I 
I* clickedOKButton() Method *I 
l*-----------------------------------------------------------------*I 
I* This method handles the OK button. Once the button is clicked, *I 
I* the newsgroup program will be displayed. *I 
l*=================================================================*I 
public void clickedOKButton() 
{ 
handleEvent(new Event(this, Event.WINDOW_DESTROY, null)) 
} II clickedOKButton() method 
} II ReplyMsg() Class 
Topic_ Cancel.java 
I*=================================================================== 
Program Name Topic_Cancel.java 
Purpose When the user decide to abort the task of 
creating the topic name, this class will 
inform the user that the topic name has not 
been created. 
===================================================================*I 
import java.awt.*; 
public class Topic_Cancel extends Dialog 
{ 
II Program Declaration 
Label Topic_Cancel_Dialog; 
Button Cancel_OK_Button; 
l*=================================================================*I 
I* Topic Cancel(Frame) CONSTRUCTOR *I 
l*-----------------------------------------------------------------*I 
I* Add all user interface components onto the dialog box *I 
l*=================================================================*I 
public Topic_Cancel(Frame parent) 
{ 
II Title of the Topic_Cancel frame 
super(parent, "Topic Cancel Box", true) 
setLayout(null) 
addNotify () ; 
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resize(insets() .left+ insets() .right+ 266, insets() .top+ 
insets() .bottom+ 180); 
// Instantiate the AWT objects and add it to the frame 
Topic_Cancel_Dialog = new Label("Topic File is not 
created ! ! ! "); 
add(Topic Cancel Dialog); 
Topic Cancel Dialog.reshape(insets() .left+ 49,insets() .top 
- - + 46,168,13); 
Cancel OK Button = new Button ("OK"); 
add(Cancel OK Button); 
Cancel OK Button.reshape(insets() .left+ 77,insets() .top 
- - + 85,91,26); 
// Disallowed the user to resize the frame 
setResizable(false); 
} // Topic Cancel(Frame) CONSTRUCTOR 
/*=================================================================*! 
/* show() Method */ 
/*-----------------------------------------------------------------*/ 
/* Display the dialog box onto the screen */ 
/*=================================================================*/ 
public synchronized void show() 
{ 
Rectangle bounds= getParent() .bounds(); 
Rectangle abounds= bounds(); 
move(bounds.x + (bounds.width - abounds.width)/ 2, 
bounds.y + (bounds.height - abounds.height)/2); 
super. show () ; 
} // show() method 
/*=================================================================*/ 
/* wakeUp() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method notify other objects about its state. */ 
/*=================================================================*! 
public synchronized void wakeUp() 
{ 
notify(); 
} // wakeUp() method 
/*=================================================================*/ 
/* handleEvent() Method */ 
/*-----------------------------------------------------------------*/ 
/* This is the event handler of the dialog box. It detects the */ 
/* states of the buttons, windows and other components that is in */ 
/* the dialog box. */ 
/*=================================================================*! 
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public boolean handleEvent(Event event) 
{ 
II Handles the Buttons event 
if (event.id== Event.ACTION EVENT 
&& event.target== Cancel_OK_Button) 
clickedCancelOKButton(); 
return true; } I I if 
else 
II Handles the windows event 
if (event.id 
{ 
hide(); 
dispose(); 
Event.WINDOW_DESTROY) 
return true; 
} I I if 
II If the event received by handleEvent is not the appropriate 
II event, call the superclass handleEvent to send the event to 
II the appropriate event handling method. 
return super.handleEvent(event); 
} II handleEvent(Event) 
l*=================================================================*I 
I* clickedCancelOKButton() Method *I 
l*-----------------------------------------------------------------*I 
I* This method handles the CANCEL button. Once the button is *I 
I* clicked, the newsgroup program will be displayed. *I 
l*=================================================================*I 
public void clickedCancelOKButton() 
{ 
hide(); 
dispose() ; 
} II clickedCancelOKButton() method 
} II Topic_Cancel Class 
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TopicMsg.java 
I*=================================================================== 
Program Name 
Purpose 
TopicMsg.java 
This class prompts the user to enter the 
topic name again when the user fails to enter 
the topic name in the Topic Create4 frame 
when prompted. Every topic must have a topic 
name so that they can be displayed on the 
topic list. 
===================================================================*I 
import java.awt.*; 
class TopicMsg extends Dialog 
{ 
II Program Declaration 
Label 
Label 
Button 
labell; 
label2; 
OKButton; 
l*=================================================================*I 
I* TopicMsg(Frame) CONSTRUCTOR *I 
l*-----------------------------------------------------------------*I 
I* Add all user interface components onto the dialog box *I 
l*=================================================================*I 
public TopicMsg(Frame parent) 
{ 
II Title of the TopicMsg frame 
super(parent,"Topic Not Entered Message",true); 
setLayout(null); 
addNotify (); 
resize(insets() .left+ insets() .right+ 300, insets() .top 
+ insets() .bottom+ 143); 
II Instantiate the AWT objects and add to frame 
labell=new Label("<< TOPIC NAME IS NOT ENTERED >>", 
Label. CENTER); 
add(labell); 
labell.reshape(insets() .left+ 12,insets() .top+ 13,264,20); 
OKButton=new Button ("OK") ; 
add (OKButton); 
OKButton.reshape(insets() .left+ 113,insets() .top 
+ 85,72,26); 
label2=new Label("PLEASE ENTER A TOPIC NAME", Label.CENTER); 
label2.setFont(new Font("Dialog",Font.BOLD,10)); 
add(label2); 
label2.reshape(insets() .left+ 17,insets() .top+ 50,262,15); 
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// Disallowed the user to resize the frame 
setResizable(false); 
} // TopicMsg(Frame) CONSTRUCTOR 
!*=================================================================*/ 
/* show() Method */ 
/*-----------------------------------------------------------------*/ 
/* Display the dialog box onto the screen */ 
!*=================================================================*! 
public synchronized void show() 
{ 
Rectangle bounds= getParent() .bounds() 
Rectangle abounds= bounds(); 
move(bounds.x + 
bounds.y + 
super. show () ; 
(bounds.width - abounds.width)/ 2, 
(bounds.height - abounds.height)/2) 
} // show() method 
/*=================================================================*! 
/* wakeup() Method */ 
/*-----------------------------------------------------------------*/ 
/* This method notify other objects about its state. */ 
/*=================================================================*/ 
public synchronized void wakeup() 
{ 
notify() ; 
} // wakeUp() method 
/*=================================================================*! 
/* handleEvent() Method */ 
/*-----------------------------------------------------------------*/ 
/* This is the event handler of the dialog box. It detects the */ 
/* states of the buttons, windows and other components that is in */ 
/* the dialog box. */ 
/*=================================================================*/ 
public boolean handleEvent(Event event) 
{ 
// Handles the button event 
if (event .. id == Event .ACTION EVENT 
&& event.target== OKButton) 
clickedOKButton() 
return true; 
} // if 
else 
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II Handles the windows event 
if (event.id 
{ 
hide(); 
return true; } I I if 
Event.WINDOW_DESTROY) 
II If the event received by handleEvent is not the 
II appropriate event, call the superclass handleEvent to send 
II the event to the appropriate event handling method. 
return super.handleEvent(event); 
II handleEvent(Event) method 
l*=================================================================*I 
I* clickedOKButton() Method *I 
l*-----------------------------------------------------------------*I 
I* This method handles the OK button. Once the button is clicked, *I 
I* the newsgroup program will be displayed. *I 
l*=================================================================*I 
public void clickedOKButton() 
{ 
handleEvent(new Event(this, Event.WINDOW DESTROY, null)); 
} I I clickedOKButton () method -
} II TopicMsg() Class 
159 
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Program Name 
Purpose 
Create_Reply4.java 
This class will create the discussion name 
and write the new incremented Counter value 
to the Server so that the R.·~ply_Count.txt 
file can be updated. 
===================================================================~! 
import java. awt. *; 
import java.io.*; 
import java.net.*; 
import java.util.StringTokenizer; 
I I Uses Visual Cafe classes 
import symantec.itools.multimedia.ImageViewer; 
public class Create Reply4 extends Frame { -
II Program declaration 
II Used to store the Socket Object sent by NewsGrpiconVote Main 
I I Frame 
Socket NewsGrpSocket; 
I I Output the data to the server, through the socket, to update 
I I necessary files 
PrintStream ToServer = null; 
II Get the data from the server through the socket 
DatainputStream FromServer = null; 
II Using port 8003 to create the discussion name. 
int NewsGrpPort = 8003; 
II Contains command to server as a string object 
String Command = 1111 
Hostname ="krakatoa. fste. ac. cowan. edu. au"; 
II Uses Visual Cafe to display user's selected 'Smiley• on 
II Create_Reply Frame 
ImageViewer imageViewerl; 
I I The Topic name under discussion ReplyName 
Text Field TopicName, 
DateBox; II Date that the discussion name 
I I was created 
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Choice 
TextAre<l 
Label 
Button 
Pickimage_ 
Image 
UnerNarne; II Harnr~ of' th~ ut_;f~ r 'llh(~ in 
II participat:ing 
Contents; II Ur:e.r 'R cornmt:!nl H 0' rf:!pJ '/ 
TopicLabel, //Topic narnf! Labro-J 
ReplyLabel, // Dincussion narn~.:: Label 
UserLabel, II User name Labej 
DateLabel, I I Date Labr:: I 
lmgResponse !,abel,// lrnage to shm1 !Js-::r 
- II r12:sponse La be 1 
ContentsLabel; // Une~·s comments Label 
Submit, 
Cancel, 
Button; 
My:mage; 
I I Once clid:ed, the data 
I /wi 11 be send to the sec1er 
II Exit the Create Peply4 
I I frame and re?ert to 
II original data. 
II Allow user to select 
II image to represent their 
II response to the comments 
II made by other users. 
II The actual image of the 
II 'Smiley' 
1*---------------------------------------------------------~n 
II The following objects are used to store incoming data from 
II the ImgBox Frame. 
II Reason : When user clicked on the Pickimage Button the 
I I ImgBox frame is loaded. Data currently entered in t~Je 
II Create Reply4 frame has to be stored in the Imgbox so that 
II it can-be updated once again back to ~he Create Reply4 
II frame. -
-------------------------------------------------------------*/ 
String Topic_Name = "" II Topic name 
Reply_Name = "" II Discussion name 
UserDate = "" II Discussion date 
UserMessage = "" II User's discussion 
ImageN arne = "" II Name of image 
II chosen by user in 
II ImgBox Frame 
ImageLocation = "http:/lkrakatoa.fste.ac.cowan.edu.au/ 
ImagesiThesis_IrnagesiNew_Color/"; 
int UName Index 0. 
' 
II Since users' name 
II are stored in a pop-
// up list, the placing 
// of the user's name 
II in the pop-up list 
// has to be stored. 
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/* Create Rep!y4(Socket, String, StriiH:J) COJJ:;TJIUCTOP ~J 
/•----· - ·------· •! 
j• Thin constntctor pr·oviden the inter·facr: by ',1/lich t:ilr~ u::u:r car; ~; 
I• cr·eate the discussion name iltld itr: ccmtentll to the chonen Tr;,pic •/ 
1···································-·-···············--·-··········f 
public Create Reply4 (Socket f~ysocket, 
String Command.String, 
String Topic_Hame) 
II The title of the Create_Replf4 frame 
super ("Create Discussion window" l; 
II Contains the client's request to t!le ser•ter. 
Command CommandString; 
I I Passing the Ne•,.,rsGrpiconVote frame socket to the current 
II frame so that socket connection with the se~ter can be 
I I established 
NewsGrpSocket MySocket; 
II Declare the panels to use for this frame 
Panel R~ply_Info =new Panel(); II Contains all the fields 
II that must be entered by 
II the user 
Panel Content Info= new Panel(); II Contains the discussion 
II label and the discussion 
Panel My_Buttons = new Panel (); I I Contains the Submit and 
II Cancel buttons. 
II Initialise all AWT used 
TopicLabel 
TopicName 
ReplyLabel 
ReplyName 
UserLabel 
UserName 
-
• 
= 
-
.w Label{"Topic Under Discussion"); 
new TextField{SO); 
new Label ("Discussion Title''); 
new TextField{SO); 
new Label\''Author Name"); 
new Choice(); 
UserName. add Item {"Guest") ; 
UserName. add Item ("Carmen Castillo") 
UserName. add Item ("Jacinta Arokiasamy") ; 
UserName.add!tem{"Judy"); 
UserName. add Item ( "Ming Nget") ; 
UserName. add Item ("Mona Fang") ; 
UserName.additem("Rweyunga 11 ); 
UserName. add Item ("Sin Yi") ; 
UserName. add Item ( "Thaveeporn Limpanyalers") ; 
DateLabel 
DateBox -
-
ImgResponse_Label = 
Picklmage_Button = 
new Label ("Response Date"); 
new TextField(SO); 
new Label ("Image Response") ; 
new Button ( "Sele...:t an Image Response") 
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ContentsLabe I 
" 
new L.abe I ("fJi!lClHJ!lii"JII"/; 
Contents new TextArea (I •;, I '.ij; 
Submit 
" 
ne'll Button("~>ubrnit:"); 
Cance 1 ne·N Button ( "Cance 1 "); 
/1 Organises the layout of the ·~ntin: ... Create Pt.:::pJ·;4 framr~ 
this. setLayout (new BorderLayout {) J; 
// At'range the discussion information 
Reply_lnfo. set Layout (ne\oJ GridLayout 15, 2)); 
Reply_lnfo.add(TopicLabel); 
Reply_Info. add (Topicllame) ; 
TopicName.setText{Topic_Name); 
Top.icName. setEdi table (false} ; 
Reply_Info.add(ReplyLabel); 
Reply _Info .add (Rep! yName) ; 
ReplyName. set Text ("!-lust Edit Discussion Title" J; 
Reply_Info.add(DateLabel); 
Reply_Info.add(DateBox}; 
DateBox. setEditable (false) ; 
II set the DateBox field to display the current date 
1-lyDate date new t•lyDat€ 0 ; 
String DisplayDate = date.TodayDate(); 
DateBox.setText(DisplayDate); 
Reply_Info.add(UserLabel); 
Reply_Info.add(UserName); 
Reply Info.add{ImgResponse Label); 
Reply=Info.add(Pickimage_BllttonJ; 
II Arrange the discussion contents 
Content_Info.setLayout(new BorderLayout()); 
Content Info. add ("North", ContentsLabel} ; 
Content -Info .add ("Center", Contents); 
II Finally, arrage the buttons 
My_Buttons.setLayout(new FlowLayout()); 
My Buttons.add(Submit); 
My=Buttons.add(Cancel); 
this .add ("North", Reply_Info); 
this. add ("Center", Content Info); 
this .add ("South" ,My _Buttoii's) ; 
resize(490,450); II Set the size of the Create_Reply frame 
setResizable(true); II Set the Create_Reply4 frame to be 
II resizable. 
} II Create_Reply4(Socket, String, String) CONSTRUCTOR 
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/*~~~~~==~=========~=~~~===========~•===~======m=~~===~======~~===~•l 
/• cr·eate Reply4 (Socket, stnny) cownPUCTOP •I 
1*----- 'I 
/* The second constructor is used if the ur.er cl ickt.:"d on thr:: •I 
/* Pickimage Button. When evet· the button is clir:l·:ed, thr~ datil har> 'I 
/*to be wt·i"tten fr·om the Ct·eate Repl{4 frame to the lmgBoz framr! •1 
!*' th~n back again to the Cn~ate--Reply4 so that the fir~lds can br: •1 
/*updated. Thus \:he ot-igin<~l data entered by thr~ usc,r (if an;l 'I 
I* \o/ill be cotTectlv set to each of the fields in the Crr:atr:: PeplJ4'1 
/*' frame · - •1 
1*===-~=-=================~=-=============·~~=======•====•====~----·1 
public create Reply4 (Socket MySocket, 
String DataFromimgBox) 
II Title of the Create_Rep1y4 frame. 
super ("Create Discussion window"); 
II Passing the Ne\•;sGrpiconVote frame socket to the current 
II frame so that svcket connection with the server can be 
I I established 
NewsGrpSock.et MySocket; 
II organise the data retrieved from ImgBox and set the 
II Create Reply4 frame with the updated information after ALL 
II the AWT objects are created. 
II Note : You cannot set the fields unless they are created 
II first. 
ArrangeData(DataFromimgBoxJ; 
1.1 Declare panels to use in this frame 
Panel Reply _Info = new Panel ( J; 
Panel Content Info = new Panel(}; 
II Contains all the fields 
II that must be entered by 
II the user 
II Contains the discussion 
II label and the discussion 
Panel My_Buttons = new Panel(); II Contains the Submit 
II Cancel buttons. 
II Initialise all the AWT used 
TopicLabel • new Label ("Topic Under Discussion") 
TopicName • new TextField{SO); 
ReplyLabel = new Label {"Discussion Title"); 
ReplyName • new Text Field {SO); 
UserLabel • new Label ("Author Name") 
UserName = new Choice(); 
UserName, add Item {"Guest"); 
UserName.additem{"Carmen Castillo"); 
UserName .addltem{ "Jacinta Arokiasamy"); 
UserName. add Item {"Judy") ; 
UserName. add Item { "Ming Nget"); 
UserName. add Item ("Mona Fang") ; 
UserName. addltem { 1'Rweyunga") ; 
and 
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userName.addftem("Sin Yi "); 
Use rNa me. add I tern ( "Thaveeporn L i mpanra len;" J ; 
UnerName.addttem("Sin Yi"); 
userName. add 1 tem ( "Thaveeporn L i mpanra l r= rn" J ; 
userName .select (UName_lndexl; 
DateLab~l 1\E:\o/ Label ("Response Date"); 
OateBox new TeY.tF'ield (50); 
ImgResponse_ Label , ne·.v Label ("Image Response"); 
Pick Image Button , ne·"' Button("SeJect an Image Response"); 
ContentsLabel = new Label ("Discussion"); 
Contents = ne·.v TextArea(15,15); 
submit = new Button("Submit"); 
cancel = new Button ("Cancel"); 
II Organises the layout of the entire Create_P.eply4 frame 
II this.setLayout(new BorderLayout()J; 
I I Since all the AWT are created, we may set the fields 'Nit.h 
II the appropriate information. 
Reply Info.setLayout(new GridLayout{5,2)); 
Reply-Info.add(TopicLabel); 
Reply=Info.add(TopicName); 
II Update Topic name field with data from ImgBox frame 
TopicName.setText(Topic_Name); 
II Make sure the field cannot be edited 
TopicName.setEditable(false); 
Reply_Info.add(ReplyLabel); 
II Update Discussion name field with data from ImgBox frame 
Reply_Info.add(ReplyName); 
ReplyName.setText(Reply_Name); 
Reply_Info.add{DateLabel); 
Reply_Info.add(DateBox); 
I I Update the date field with data from ImgBox fl·ame 
DateBox.setText{UserDate); 
II Make sure the field cannot be edited. 
DateBox.setEditable(false); 
Reply_Info.add{UserLabel); 
Reply_Info.add(UserName); 
Reply Info.add(ImgResponse Label); 
Reply=Info.add(Pickimage_BUtton); 
II Arrage the 'Smiley• selected by user in ImgBox frame 
imageViewerl =new ImageViewer(); 
imageViewerl.. reshape (SO, 60,150,113); 
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add ( imageV i ewe t·l) ; 
i rnageV i ewerl . setCentc rHode (true) ; 
II T<1ke care of the JmgName gl'len 
II First obtain image absolute URL then displai' it onto 
I I the current frame. 
Str!ng ModifiedJmgName ImageLocation +- Image/lame; 
II Add the 'Smiley' to the Create_P.eply4 frame 
addimage(ModifiedlmgName); 
II Arrange the discussion contents 
Content_Info.setLayout{new BorderLayout()); 
Content Info. add ("North", Contents Label); 
Content -Info. add {"Center", Contents) ; 
ContentS.setText(UserMessage); 
II Finally, arrange the buttons 
My _Buttons. set Layout (ne'"' FlowLayout ()) ; 
My Buttons. add (Submit) ; 
My-Buttons.add(imageViewerl); 
My=Buttons.add(CancelJ; 
this. add ("North", Reply Info) ; 
this. add ("Center", Content Info); 
this.add("South",My_ButtorisJ; 
resize(490,450); II Set the size of the Create_Reply 
1/ frame 
setResizable(true); II Set the Create_Reply4 frame to be 
I I resizable 
} 1/ CONSTRUCTOR. Create Reply4 (Socket, String) 
I·=================================================================* I 
I* ArrangeData(String) CONSTRUCTOR •I 
l•-----------------------------------------------------------------•1 
/*As pointed out earlier, the original data entered by user in the *I 
I*Create_Reply4 frame must be send to ImgBox frame and back again. */ 
I* *I 
/•This method arranges the String of data that is sent to this *I 
/*class from ImgBox frame. All the data are then updated to the */ 
/•fields in the Create Reply frame. *I 
/*=======~============~============================================*/ 
public void ArrangeData(St~ing Reply Info) { -
String MyCommand • "",I/ Contains the client's 
II request to the server. 
TName • "",II Topic Name 
Rna me • "",I I Discussion Name 
DateData • "",/I Discussion Date 
Message • "",// Discussion contents 
Modified_Reply "",II Replace '.' & , \n' char 
II with blanks for display 
II purposes 
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Image_Name "' "";I I Nil me of irrage chosen by 
II uaer in the ImgBox Prame 
int MaxNumbers 
UNt .• ne 
~ 7,11 Max number of items 
I I allowed in the array 
O;ll Author's Name 
I I Declare an array of str.ings to store the data 
String ReplyData (] = new String [MaxNumbersJ; 
II Attempt to read the Reply Info data string which is 
/I seperated by the '#' symbOl. Use the StringTokenizer method 
I I to separated each of the requ~red string and store them in 
II the array. If any error occurs, notify programmer. 
StringTokenizer Tokens = new StringTokenizer 
(Reply_Info, "#"}; 
for (int i=O; ic7; i++} 
{ 
if {Tokens.hasMoreTokens(}) 
{ 
ReplyData [i] 
} I I if = 
Tokens.nextToken(}; 
} I I for 
II When each string is retrieved properly, start storing 
II the string in the array. 
try 
{ 
II Assign the appropriate data from ImgBox to 
II correct variables 
II Contains the client's request to the server 
MyCommand = ReplyData[O); 
II Contains the TOPIC Name 
TN a me ReplyData(l]; 
II Contains the REPLY Name 
RNa me = ReplyData[2]; 
II Contains the Reply date 
DateData ReplyData (3]; 
II Contains the user Name 
UNa me = Integer.parseint(ReplyData[4)}; 
II Contains the Reply Message 
Message = ReplyData(S]; 
II Contains the Image name chosen by user 
Image_Name = ReplyData (6] ; 
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} II try 
} II try 
catch(ArrayindexOutOfBoundsException e) 
{ 
System. out. println ("Array out o( Bounds 
II catch 
catch(NullPointerException e) 
{ 
" + e); 
System.out.println("NullException caught" + e.toString{j); 
} // catch 
catch(ArrayindexOutOfBoundsException e) 
{ 
System.out.println("Array out of Bounds = " + e}; } Jl catch 
II Assign Array items to Global Variables 
Command = MyCommand; 
Topic_Name = TName; 
/1 The following code below test the scenario when the user 
II clicked on the Pickimage Button in the Create_Reply4 fcame 
II BUT have not entered any-data. 
II 
II The program uses the 'NO DATA' tag to symbolise that data is 
II not entered. Thus, we have to replace the tag with an empty 
II string so that data can be displayed properly in the 
II Create_Reply4 frame. 
if (RName. equals ("NO DATA"} ) 
{ 
Rna me II II • 
' 
II Assign the appropriate string to global variable 
Reply_Name 
} II if 
RName; 
else 
{ 
Reply_Name 
" } II else 
RName; 
II Do the same for the date data. 
if (DateData. equals ("NO DATA")) 
{ 
DateData II II' 
' 
II Assign the appropriate string to global variable 
UserDate 
} I I if 
else 
{ 
UserDate 
} II else 
DateData; 
DateData; 
II Assign the author's index in the pop-up list to global 
II variable 
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UName_Index = UNa me; 
I I The program uses the 1 * • char to represent a new line ( 1 \n •) 
II when stored in the system files. Therefore, before •11e 
I I display the message entered by the user to the Create_Peply 
II frame we have to replace the '* 1 char with a ne·., line. 
if (Message, equals ("NO DATA")) 
{ 
II Assign the appropriate string to global variable 
Message 
UserMessage 
'"' . 
' 
Message; 
} I I if 
else 
{ 
II Replacing the '* 1 char with a new line is done with 
II the following code. 
Modified_Reply = Message. replace ( 1 * 1 , 1 \n' ) ; 
II The final data that can be display on the screen 
UserMessage 
) II else 
Modified_ Reply; 
II Assign the Image Name to Global Variable 
ImageName Image _Name; 
} II ArrangeData(String) method 
I*=================================================================* I 
I* show() Method *I 
l*-----------------------------------------------------------------*1 
/*This method display the main interface for interaction with the *I 
/•user. Note that the move(} command also set the position of the *I 
I *program on the screen. *I 
1*=================================================================*1 
public synchronized void show(} 
{ 
} I I 
move(SO, so); 
super.show(); 
show () method 
I*=============================================================~===* I 
/* handleEvent() Method */ 
/*-----------------------------------------------------------------*1 
/*This method handles all the Button Events as well as when the */ 
/*window is destroyed. *I 
I*=================================================================* I 
public boolean handleEvent(Event evt) 
{ 
/1 Check if it is a button event and handles the buttons 
I I appropriately 
if (evt.target instanceof Button) 
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else 
if (evt.arg.equals("Cancel")) 
( 
cl.ickedCance.lButton f) ; 
II Dispose the Create Rep1y4 frame 
this.hide(); 
this .dispose(); 
II Return the user to the Ne'NsGrpiconVote frame. 
NewsGrpiconVote MyMenu = new NewsGrpiconVote (); 
MyMenu. show ( J ; 
return true; 
} II if 
II Otherwise, if the 'Submit' button is clicked, then 
II check that the user has entered the Topic name, if it 
/I is not entered, inform the user and prompt him/her to 
I I enter again. 
if {evt.arg.equals("Submit")) 
( 
String Entered RName ~ ReplyName.getText(); 
II Checks if user enters Topic Name using most 
II likely possibilities. 
if (Entered_RName.equals("") [[ 
{Entered RNa me. equals ("Must Edit Discussion Title") [[ 
Entered-RName.equals ("Must Edit Discussion") [[ 
Entered=:RName. equals ("Must Edit Discussion "J [[ 
Entered_RName.equals ("Must Edit") [[ 
Entered_RName.equals("Must Edit ") II 
Entered_RName.equals("Must") If 
Entered_RName.equals("Must ") fl 
Entered_RName .equals ( "Must_Edit_Discussion_Title") fl 
Entered_RName. equals ( "Must_Edit_Discussion") [I 
Entered_RName.equals ("Must_Edit_Discussion ") I 
Entered_RName.equals ("Must_Edit") I I 
Entered_RName.equals ("Must_Edit ") II 
Entered_RName.equals ("Must") J I 
Entered_RName.equals{"Must "))) 
ReplyMsg RplyMsg ~ 
RplyMsg. show {) ; 
) II if 
else 
( 
new ReplyMsg(this); 
/I If all data has been entered properly, connect 
II to the server and send the data 
CreateReply () ; 
II Dispose & Hide window once data is handled 
this. hide () ; 
this. dispose () ; 
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II Return the user to the NewsGrpiconVote frame. 
NewsGrpiconVote MyMenu 
MyMenu. show () ; 
new NewsGrpiconVote(); 
I I else 
) I I if 
else 
return true; 
II If the Pickimage_Button is clicked, then load up the 
I I ImgBox frmae 
if (evt. arg .equals ("Select an Image Response") ) 
{ 
II Dispose the Create Reply4 frame 
this.hide(); 
this.dispose(); 
II Load the ImgBox frame and send the data entered by 
II the user in the Create_Reply4 frame (if any) to 
II the ImgBox frame so that they can be displayed in 
II the Create_Reply4 frame with the Image selected. 
clickedPickimageButton(); 
return true; ) I I if 
) I I if 
II If the user closes the Create_Reply4 frame, load up the 
II NewsGrpiconVote frame again. 
if (evt.id == Event.WINDOW_DESTROY) 
{ 
clickedCancelButton(); 
this.hide(); 
this.dispose(); 
II Return the user to the NewsGrpiconVote frame. 
NewsGrpiconVote MyMenu = new NewsGrpiconVote(); 
MyMenu. show () ; 
return true; 
) I I if 
II If the event received by handleEvent is not the appropriate 
II event, call the superclass handleBvent to send the event to 
II the appropriate event handling method. 
return super.handleEvent(evt); 
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} I I handleE:vent () Method 
1*~~~~=~===~==================================~==================~=·1 
I* Connect() Method •1 
l*-----------------------------------------------------------------•1 
/*This method connects the client program to the server program •1 
/*using the port 8003 that was specified at the beginning of the •1 
/*program. •1 
1*=================================================================*1 
public void Connect() throws IOException 
{ 
NewsGrpSocket = new Socket (Hostname,NewsGrpPort); 
FromServer = new DatalnputStream 
(NewsGrpSocket.getlnputStream() J; 
ToServer 
} II Connect() method 
= new PrintStream(new DataOutputStream 
(NewsGrpSocket.getOutputStream())); 
1*=================================================================*1 
I* CreateReply() Method *I 
l*-----------------------------------------------------------------*1 
/*This method create the discussion file name and combine all the *I 
/*the discussion data into one string and sends it to the server. *I 
/*The discussion made by the user has the '*' char attached to it. *I 
/*This allows the program to detect a new line when it displays *I 
/*the information to the user. *I 
I*=========::===========================::;==::========================* I 
public void 
{ 
String 
CreateReply() 
Stringl = 
String2 = 
Final Rna me = 
"" 
"" 
" 
II First Word entered by user 
II Second Word entered by user 
II Final copy of the modified 
II discussion name entered by user 
Content = "" 
Replies rrtr 
Modified_Reply = 
II Contains all the discussion 
II data as ONE string 
II Contains the discussion 
II contents 
"" . 
' 
//Contains the Modified 
II discussion contents 
II Check if all the Field are entered, if is not entered by 
II user, the trNO DATAtr tag will be inserted to replace it. The 
II discussion data II is merged as ONE string seperated by the 
II 1 #' char 
Content = CheckDataToServer(); 
II Once we have the correct data, send the data to the server 
II for updating. Display a message if error occurs. 
try 
{ 
II Establish necessary connection between Server and Client 
connect() ; 
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ToServer.pdntln (Content); I I Send data to the ser·;er 
II Signclls the client that the data has been transmitted 
ToServer.println("End Work"); 
I I try 
catch(IOException e) 
{ 
System,err.println(e); 
I I catch 
II Clear the TextFields for new Entry 
DateBox.setText(""); 
Contents. setText (" "); 
I I Clear DateBox for next entry 
II Clear Contents for next entry 
II Once the data has been properly sent, dispose of the 
II Create_Reply4 frame. 
this.hide(); 
this. dispose () ; 
} I I CreateReply () Method 
1*=================================================================*1 
I* CheckDataToServer() Method *I 
l*-----------------------------------------------------------------*1 
/*This method validate all discussion data entered by the user. *I 
/*If the data is not entered by user, the 'NO DATA' tag will be */ 
/*used to replace empty fields. *I 
1*=================================================================*1 
public String CheckDataToServer{) 
{ 
String Stringl 
String2 
Final_RName 
Topic_Field 
RName Field 
Date_Field 
User Field 
ReplY_Field 
Modified_Reply 
Content 
"" 
"" 
II Temporary variable use to 
II validate discussion name 
II Temporary variable use to 
II validate discussion name 
= "" I j Final discussion name 
II after modification 
= "" 1 I I Contains the Topic Name 
= 
1111
1 I I Contains the discussion 
II name 
= "" I I Contains the date of the 
I I discussion 
= 
1111
1 I I Contains the user name 
= "" I I Contains the Initial 
II discussion entered by 
I I user 
= "" 1 I I Contains the Modified 
II discussion entered by 
I I user 
= "" 1 I I Final contents to be 
II displayed 
II To indicate that there is no data 
No_Data_Tag = "NO DATA", 
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II To indicate that user didn't ne1ect any image 
No_Image "NoPjctr.gif"; 
II Retrieve the data entered by the user into local variables. 
TOpic Field = 
RName Field "' 
Date Field 
user Field 
Reply_Field 
TopicName.getText(); 
ReplyName .getText ( l 
DateBox.getText (); 
UserName .getSelected Item () 
Contents .get Text(); 
I I Data are combined as ONE string. There are two parts to this 
II string. The first contains the command to the server and the 
/1 second is the actual discussion data. We start by 'llriting 
I I the command to the Content string. 
Content += command + , ... "; 
I I Check the topic field 
if (Topic_Field .equals ( "")) 
{ 
Topic_Field = No_Data_Tag; 
Content 
} II if 
+= Topic_Field + "#"; 
else 
{ 
Content += Topic_Field + "#"; 
II else 
I I Check the discussion name field 
if (RName_Field.equals (""}) 
{ 
RName Field = No Data Tag; 
RNaffie Field + "#"; Content += 
} I I if 
else 
{ 
I I The program have to store the discussion name in the 
I I file as a single string. This can be achieved by 
II seperating the discussion name with the '-' char. E.g. 
I I "This_is_a_Test". The system automatically detects 
I I instances when the user fails to use the ' ' char. 
StringTokenizer RName 
while (RName. hasMoreTokens () ) 
{ 
Stringl = RName .next Token(); 
Final RName += Stringl; 
if (RName. hasMoreTokens () ) 
{ 
new StringTokenizer 
(RName_Field) ; 
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String2 RName.nextToken(); 
F'inal_RName += " " + Str:i.ng2; 
if (RNa me. hasMoreTokens ()) 
{ 
Final RName += 
} // if 
} //if 
else 
{ 
" ". 
' 
System. out .println ("Final Reply Name = " 
} 
} // II else while 
Content 
} I I else 
+= Final RNa me + "#"; 
II Check the date field 
if (Date_Field.equals("")) 
{ 
Date_Field = No_Data_Tag; 
+ Final_RName); 
Content += Date Field + "#"; } I I if 
else 
{ 
Content += Date Field + 11 #"; } II else 
II Check the User name field 
if (User_Field.equals("")) 
{ 
User Field 
Content 
} I I if 
else 
{ 
Content } II else 
No_Data_Tag; 
+= User Field + "#"; 
+= User Field + ''#"; 
II Check the discussion field 
if (Reply_Field.equals ("")) 
{ 
Reply_Field = No_Data_Tag; 
Content += Reply_Field + "#"; 
} II if 
else 
{ 
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II When the tlser. entern the comrnentfl, it in J ikE:Iy that the 
II RETURN key is pt·essed to go to the nezt line. To allow 
II originf!J data to be presented jn its original form, the 
II '*'char is used to replace the '\n' char. 
stringTokenizer st "' new StringTok.enizer 
(RepJy_Pield,"\n"); 
while (st.hasMoreTokens()) 
{ 
II Get the text on the next line 
Modified_Reply +~ st.nextToken{); 
II Insert the '*' char to the string. 
Modified Reply ) II while - +• "*". ' 
Content += Modified_Reply + "#"; 
) II else 
II Check that the Image name is also included in the string. If 
II the user did not select an image, the "NoPictT.gif" string 
II is the default. 
if (ImageName.equals ("")) 
{ 
ImageName = No_Image; 
Content += ImageName + "#"; 
) II if 
else 
{ 
Content += ImageN arne + "#"; 
) II else 
return Content; 
// CheckDataToServer{) Method 
I*=================================================================* I 
I* CheckDataToimgBox() Method *I 
1*-----------------------------------------------------------------*/ 
/*This method validate all discussion data entered by the user */ 
/*that are to be sent to the ImgBox frame. If the data is not */ 
/*entered by user, the 'NO DATA' tag will be used to replace empty *I 
/*fields. */ 
I*=================================================================* I 
public String CheckDataToimgBox() 
{ 
String Stringl • "" II Temporary variable use to II validate discussion name 
String2 • "" II Temporary variable use to II validate discussion name 
Final_Rname • "" II Final discussion name II after modification 
Topic_Field • "" II Contains the Topic Name 
!76 
AJ•J••::'IIHI:X U : SOI'Itn: ('ou•: JCI.IE."'riT SlUE/ 
RName PleJd 
Date Field 
Reply_Fleld 
Modif.ied_Reply 
Content 
"" 
"" 
// C:ontainn th~ d.incurwion 
II name 
II Containfi the date that 
//the discusn i.on 'Nan created 
= "" II Contain~J the Initial 
II discussion entered by 
II user 
= "" II Contains the Modified 
II discussion entered 
II by user 
= "" I I Final contents to be 
I I displayed 
II Used to indicate that there is no data 
No_Data_Tag = "NO DATA"; 
int User_Field = 0; II Contains the index of the 
II user name pop-up list 
II Retrieve the data entered by the user into local variables. 
Topic Field o: 
RNa me- Field = 
Date Field 
User -Field 
Repl:Y_Field = 
TopicName.getText(); 
ReplyName.getText(); 
DateBox.getText(); 
UserName.getSelectedin~ex(); 
Contents.getText(); 
I I Data are combir;ed as ONE string before they are sent to the 
II Imgbox frame. The first item in the string is the client's 
II request to the server. 
Content+= Command+"#"; 
II Check the Topic field 
if (Topic_Field.equals ("")) 
{ 
Topic_Field = No_Data_Tag; 
Content 
} II if 
+= Topic_ Field + "#"; 
else 
{ 
Content 
} II else 
+= Topic_Field + "#"; 
II Check the discussion field 
if (RName_Field.equals("")) 
{ 
RName_Field = 
Content += 
} I I if 
No Data Tag; 
RNime_Field + "# 11 ; 
else 
{ 
II The program have to store the discussion name in the 
II file as a single string. This can be achieved by 
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II sepet·ating the dir.cusninn name with t.IH~ ' 'char·. 
II E.g. "This ifl a Test". The !;ynt:ern i:tutJJini'lticall'f 
II detects .inStar!ces when the uner did not urJr~ the 
I I char. 
StringTokenizer RName "' new StringToJ.:enizer(PName~Fi.eld); 
while (RName.hasMoreTokens()) 
( 
Stringl = RName.nextToken(); 
Final_RName += Stringl; 
if (RName.hasMoreTokens()) 
( 
String2 = RName.nextToken(); 
Final_RName += "-" + String2; 
if {RName.hasMoreTokens()) 
( 
Final RName += 
} I I if 
//if 
" ". 
' 
else 
( 
System.out.println("Final Reply Name " " 
} II else 
I I while 
+ Final_RName); 
Content += Final_RName + "#"; 
} I I else 
II Check the date field 
if (Date_Field.equals ("")) 
( 
Date_Field = No Data_Tag; 
Content +::. Date_ Field + "#"; 
} II if 
else 
( 
Content += Date_ Field + "#"; 
} II else 
/1 Do not have to check if UserName Field are 
II Empty since they must contain an index number anyway 
Content += User_Field + "#"; 
II Check the discussion field 
if (Reply _Field. equals (" ")) 
( 
Reply _Field = No Data_Tag; 
Content 
} I I if 
else 
( 
+= Reply_Field + "#"; 
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II When U1e ur;er· enter::; the cornmr~ntr:, it i1; J iY.el"j lhat 
II the RETURN key is prem;ed tu fJO to thr~ ne:xt J inr-:. 'fr.; 
II allow odginal data to be pref.iCnll:'d in itn oriqin-'1] 
II form, the '*'char is used to replace Uu: ',n• char. 
StringTokenizer st = new StringTokenizer 
(P.eply_Field, "\n"J; 
while {st.hasMoreTokens(JJ 
{ 
II Get Text on next line 
Modified_Reply += st.nextToken(); 
II Insert '*' char to it. 
) II 
Modified_Reply 
while 
+= "*"· 
' 
Content += Modified_Reply + "#"; 
} II else 
return Content; 
} // CheckDataToimgBox() Method 
/*=H=============4==========~::::::::::::==~=======================*1 
I* clickedPickimageButton() Method *I 
l*-----------------------------------------------------------------*1 
/*This method loads up the ImgBox frame. This is to allow the *I 
/*users to select a facial expressions to accompany their text *I 
/*response. *I 
/*=================================================================*I 
public void clickedPickimageButton(l 
{ 
String Content = ""; I I Contains all Create_Reply4 
II frame data 
II Obtain current discussion data and send it to the ImgBox 
II frame so that data can be used to update the Create Reply4 
II frame later including the the image name selected.-
Content = CheckDataToimgBox(); 
II Load ImgBox frame and send current Create_Reply4 data to 
II it. 
ImgBox ImgSelectionBox; 
ImgSelectionBox = new ImgBox(NewsGrpSocket, Content); 
ImgSelectionBox.show(); 
} II clickedPickimageButton() Method 
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/* c:lickedCnncelButton() Melhod •/ 
/*----- ·J 
/*Thiu method is t.r·iggered when the lHH..'r cl icY.ed em th1~ 'CilnCI~l' •/ 
/*buttotl. •f 
/*=========~======~==~=======~=====================~====~====~~~=~=·! 
public void cl ickedCancelButton() 
{ 
Reply_Cancel RCancel; 
RCancel = new Reply_ Cancel (this); 
RCancel.show(); 
} II clickedCancelButton() Method 
I*=================================================================~ I 
I* addimage(StringJ Method •! 
l*-----------------------------------------------------------------*1 
/*This method add the 'Smilies' images to the Create Rep_y frame ~1 
/*==================================================:==============*/ 
public void addimage(String rmageLocation) 
{ 
URL ImageURL: II Contains the Universal Resource 
II Locator address where the •Smilies' 
II resides. 
/1 Retrieve the 'Smilies' from the server 
try 
{ 
ImageURL 
Myimage 
new URL(ImageLocation); 
Toolkit.getDefaultToolkit(i 
. get Image (ImageURL) ; 
II Now display the image onto the frame 
imageViewerl.setimage{Myimage); 
imageViewerl.repaint(); 
I I I try 
catch(MalformedURLException e) 
{ 
System.out.println(e.toString()); 
I II catch(} 
MediaTracker tracker= new MediaTracker(this); 
tracker.addimage(Myimage, O); 
try 
{ 
I 
tracker.waitForAll(); 
II try 
catch(InterruptedException e} 
{ 
System.out .println (e. toString ()); } II catch 
ISO 
} // addJmage(St:ring) method 
} // cr·eate_Reply4 clasn 
Create_ Topic4.java 
Program Name 
Purpose 
Create_Topic4.java 
This class get the Topic name entered by the user 
and send the Topic name to the server so that the 
Topic?.txt can be created and the Topic_List.txt 
updated. 
The Topic name entered by the user is checked to 
make sure that it is not empty. If it is empty, an 
Error message will be displayed, otherwise the Topic 
Na.me entered will be modified to include the 
char. E.g =~ This_is_a_Test 
===================================================================*I 
import java.awt.*; 
import java.io.*; 
import java.net.*; 
import java.util.StringTokenizer; 
public class Create_Topic4 extends Frame 
{ 
II Used to store the Socket Object sent by NewsGrpiconVote Main 
II Frame. 
Socket NewsGrpSocket; 
II Output the data to the server, through the socket, to update 
II necessary files. 
PrintStream To Server null; 
II Get the data from the server using the socket object 
DatainputStream FromServer null; 
II Using port 8003 to create the topic name. 
int NewsGrpPort = 8003; 
/1 Contains command to Server as a string object 
String Command 
Host name 
= "" 
= "krakatoa. fste. ac. cowan.edu .au"; 
TextField TopicName; I I The Topic name under discussion 
Label TopicLabel; II Topic name Label 
Button Create_Topic, II Once clicked the Topic name 
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I I ·.~~iII be created en nee I; 
II Cancel the CUI rent operation 
l·~===~~====================·=~=----~----·=====~=--~=-··======~==··1 
1~ Create_Topic4(Socket, Strinq) COflSTPUCTOP •I 
!•--------------· -- - •! 
I* This constructor p1·ovides the interface by •,thich the ucer can •1 
I* C!:eate the Topic name. *I 
!·=·==·=·=·=·=·=·==·=······································=·····=··! 
public Create Topic4(Socket MySocket, 
~ String CommandStringJ 
( 
II The title of the Create_Topic4 frame 
super("Create Topic windo·n'"); 
I I Assign values sent from Ne•,.,sGrpiconvote (Parent class) to 
II Local variables 
I I Contains the client's request to the ser·1er 
Command CommandString; 
I I Passing the NewsGrpiconVote frame socket to the current 
II frame so that socket connection with the server can be 
I I established 
NewsGrpSocket 
" 
MySocket: 
I I Organises the layout of the entire Create __ Topic4 frame 
setLayout(new GridLayout(3,2)); 
II Declare the panels to use for this frame 
Panel 
Panel 
Panel 
TLabel_Panel 
TName Panel 
TButt.Ons Panel 
" 
" 
" 
II Arrange the TLabel Panel 
nev.: Panel { J ; 
ne'" Panel () ; 
ne'N Panel {); 
TopicLabe;l new Label ("Topic Name") ; 
II Topic Label 
II Topic na!T1e 
II Buttons 
TLabel_Panel.add(TopicLabel); II Add the Topic Label to Frame 
add("North" ,TLabel_Panel); 
II Arrange the TName Panel 
TopicName new TextField(20); 
TName_Panel.add(TopicName); II Add the Topic Name to Frame 
add ("Center", TName_Panell; 
II Add the components to the frame and arrange it on the 
II TButtons_Panel 
create_Topic 
cancel 
" 
" 
new Button{"Create Topic"); 
new Button("Cancel"); 
II Add the Creat.e_Topic Button to Frame 
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TButtons Panel .add(Cteate_ Top·.cl; 
I I Add the Cancel Button to Frnmr~ 
TBut t nn!.; __ Panel . add I Canct-1 ) ; 
add("South", TButt:onn __ Panell; 
II Set the n.ize of the Create_Topic framr: and rnal-:r-= surr, that~ 
II the fL~me 1s not ,-esizable 
resize!.:!00,150i; 
setResizabl~lfalseJ; 
} // Create~Topic41Socket. Stnng) COHSTPUCTOP 
!*===========·=~===================================================~/ 
!• sho...,· { · !1~thod •/ 
/"'----------------------------·-·---"·----------------------------- ·; 
/• This rne'thod displa:,.-· the main interface fc.r intera~r-ion ·..;ith tf:e .. / 
/* user. Note that the mo·:e(J corm:1and also set tho:;: positio:.n -:.f the•/ 
!• program on the screen. •! 
f•=======================================g========================-~1 
!?ublic s:·nchronized ·:oid sho...,•() 
move(SO, 50); 
super. she...- ( l ; 
1 I I shov.· () method 
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1·=·===~=-·==·~---·======~~--;~-=~=~= ~~~ 
I* Connect () r"'ethod 
;• 
!* This method connect!l the cl ienr JH·ogram t_r) thr, fH~r·/~r" pr-:.qr<•m 
I* using the port 8003 that- 'NiW !1Pf~Cified <•1. th~ br.:qinninq of tlw 
I* prog!·om. 
/*===~;====a~===~~====;==~==~,~~~ 
pub! ic void Connect() t.hrc~w~ IOEzceptir:..n 
i 
Ue.,...sGrpSocY.et new SocJ.:et IHr)!Jtllii!J\'::o,l/"o~/~GrpP<"_..r-t~ 
new Data I nput.St rr~.::.m 
-- • I 
•; 
•! 
•/ 
•/ 
·; 
•; 
i!le'l.:sGrpSc.'.::'i-:et. g~t·.l nput.st· r..,a- ( ,· , ; 
/I Connect i) method 
ne·.-.· Print. Stream I n~::·,,. Ua t a rJu t f•'.J t 5t !'-::a rr· 
l!~e·,:sG!"pS0cket. g":':0t:tputStr":arr' r; 
!•-.-------------------.--.---------.----------------- . ------ .. I 
I• This me:::-.od handles a:i: -::he Bt:':.t':)n ::·:e::.ts as ··•o::ll as ·.-.·!1e:-, -:::::e •t 
!• ..._"indo·.-.· is des-:ro::-::;d. 
l_e·:t. ::arget i::s::a::.ceo~ :;:!,___;::::c:'l: 
} 
ie·.-·t. a::g. equals· "Cancel··. 
c l i ckedCa::.::.-e:. E·.;:: o::. 
t!-!is.h:ide 
this.d:sp=-se• 
!lewsG:-picon\'o::e 
1-'!yMenu. sho~.- (! 
return true: 
else 
II Other..-ise, if the ·create Topic· button is 
It clicked, then check that the user has entered the 
II Topic name, if it is not entered, inform the user 
II and prompt hirniher to enter again. 
if (evt.arg.equals{ncreate Topic")) 
{ 
String Entered_n;ame "" Topl.cnarne. get7ext \' 
II Checks if user enters the Topic name 
if (Entered_ Til arne. equals r .... ) 1 
{ 
• I 
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TopicMr;g 'l'opc:Nng 11~"!"1 Top l cll!ng f ~--hi n l 
TopcMsg. :>ho'" ( J ; 
II i f 
else 
II Jf usr~r· hdn ~~ntf!r-r,d thr: Topic nmnr!, t;r,nd 
II it Lo tile c~r~er 
cl icJ.:edCreiltt::TopicButton 1 l; 
II Dectroy the ,;ndo·" once data is handJc,d 
this.hidell; 
this.disposl':li; 
I I Return the user to the !le";JSGrpiconVote 
II frame. 
1-ly!'!enu; 
ne"A' Ue· ... :sGrpiconVote I i; 
} I I if 
f•l'fMe.nt.:.. sho...: ( l 
\ I I else 
return true; 
} II if 
f (evt. id "'"' :::·.lent. l-iiHDO\·: DEST?.OY) 
I I Load up the Cancel dialog box. Inform user tha't 
I i <ohe topic has net been c,·ea,ed. 
clickedcancel3uttoni 1; 
II Dispose t~e Create Topi~ Dialog 2ox 
this.hidei); 
this.dispose(J; 
II 
if 
If the user closes the Create Tcpic4 frame, load up 
lle, .• :sGrp I conVote 
NewsGrpiconVote 
MyMenu. sho·..,. () ; 
return true; 
) II if 
' . 
.rame aga1n. 
!'lyMenu "' ne;: N'e· ... :sGrplconVote () ; 
I I If the event received by handle Event is not the 
the 
I I appropriate event, call the superclass handleE·:ent to 
II send the event to the appropriate event handling method. 
return super.handleEvent(evt); 
} I I handleE:vent () method 
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l*~=~=====~=====~========~==========~=m=a~~===~~=====~====~~~~~~-~--•1 
/* clickedCreateTopicf3utton(l M.-~t!Jod •1 
1•~---------·-- ---- •I 
1• ln ot·der fo1· the r;er•;er Lu c<tJTf out itu n~qur~J:L,~d tar;Y., 1 !1•~ •I 
1• client pl·ogrilm need~ to give il a cornrn;tnd. Thill rn~,t!J•Jd nr,nd~; •1 
1• the command and data to the ~;er·;f,r for llpd;ll: inq. •1 
"•/ 
public void cl ickedcr·eateTopicButton(i 
{ 
II Contains the Topic name string 
StringTokenizer TName; 
I I First Word and se-cond 'Nord entered bt user 
String 
try 
{ 
Stringl 
String2 
Final TName 
Topic_String 
"" 
"" 
.. " II 
II 
II 
..... II 
' II 
Final m0difi~;:d 
discussion name 
entered by user 
Command • 
Topic llamo: 
I I Established the connection beo.:eer. client and ser-,'2:r 
Connect (); 
II The program ha·;e to store the Topic r.ame in the f.i~12: 
II as a single string. Th.is can be achie·:ed b:.· 
II seperating the Topic name ·...:ith the '_'char. E.g. 
II "This~is_a~Test". The s:·stem auto~aticall:: de:ec:=: 
I I instances ·..:hen the uset· £ails to use ':he ' · :::har. 
TUame ne· ... · StrlngTokeniz~:·!Topicllame.getTezt;;,; 
"''hile (TN arne. hasf-!oreToY.ens 11 ; 
I I Get. the first token and add it. to the Final_T!<ame 
I I string 
Stringl TI1ame. neztToken l); 
Final TName += Stringl; 
if (TName.hasMoreTokens(J) 
{ 
II If there are more tokens, add the ' char 
II first before adding the next string~ 
String2 TI1ame.nextToken(l; 
Final_TName += "_n + Strh'g2; 
i: (TName.hasMoreTokens(l) 
Final TName 1-= 
} // if 
} //if 
" " . 
' 
IS<> 
} //while 
II Combine the commilnd and Topic name au O/Jr: r;triwj 
II sepel·ated by tht~ '"' cha1· 
Topic Str 1ng Cnmmrlnd 1 "." 
II Sending the comm01nd and Topic name to thr~ !H-~r·Jr~r 
ToServer. p1· i nt In (To pi c_St:r i ng) ; 
I I Signals the server- thilt data ha;, been nent 
ToServer.println("End ~lorY."); 
} II try 
catch ( IOException e) 
{ 
System.err.println(e); 
} II catch 
II Clear the TeY.tFields for nezt entr; 
TopicName. set Text I "") ; 
II clickedCr~aceTopicButton() method 
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/*================================================~=========•=u~~==•l 
1~ clickedC~ncelButton() Method •1 
1•----------------- -- ------ •j 
/* Th.i.s method is triggered when th!! uHer· clicked on the 'Caner!! •j 
1~ button •/ 
l•====a=============================~=======~~====~~=~====~=~~·==~~·l 
public void cl ickedCancel13utton () 
( 
Topic_Cancel TCancel; 
TCancel = new Topic_cancel (this) 
TCancel.showi); 
II clickedCancelButton(J method 
} I I Create_Topic4 class 
lmgBox.ja\·a 
Program Name ImgBox. j a·1a 
Purpose This program allo· .. ·s the user to sP.le:::t differe::::. 
images to represent their reactions to the c~:r.-.er::.;; 
made by others ;oithin the 70J:ic -:;f disc>...:ssicr,. 
This aliol>s other users to leo!: at :he reac::.:on 
instantl;: and n:spcnse ':o :.he dis:::'.lSS:o:;. · ... ·i:!": ::.::e:r 
o· .. n 'Smi l e·:·s'. 
import j a•Ja. a· .. ·t. •; 
import ja·.•a _net. •; 
import java.io.•; 
This prcgram !mp~ements the c:ass""s f:-c:-: ·:is'"al 
Cafe. 
HOTE : 7he Images re:. r!. e·:ed are l cade:i f. r-or:; :.he 
se::.-:er using the appr-op:-i.a!:e U?.l.s. 
II Uses Visual Cafe Classes 
import 
import 
public 
( 
If 
symantec. itools. a·<l't. ImageList.Box; 
symant:ec. itools.mul timedia. ImageVie'A'er; 
class ImgBox extends Frame 
Used to store the Socket Object sent by Creat.e_Reply..; fra:::e 
Socket HewsGrpSocket; 
ISS 
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Label 
TextArea 
Button 
.Message_Label, 
Response_Label; 
Response_Field; 
OK_Button, 
Cancel_Button; 
// Instruction for user 
II Explains what each image 
II represents 
II Display the meaning of 
II each of the Image 
II Once clicked, the 
II Create_Reply4 frame will 
II be loaded 
II Cancel current operation 
II and return to main 
II interface 
// Inform the program the exact location of the image stored in 
II the server 
URL ImageURL; 
Image Myimage; II Contains the Image 
II Object to be displayed 
ImageListBox imageListBoxl; II Contains the Image in a 
II form of a list 
Image Viewer imageViewerl; II Allows the image to be 
II displayed 
// This char determines which Smilies the user has selected 
char Image_Index; 
String Create_ReplyData !Ill II Data entered by 
II user in 
II Create_Reply4 Frame 
"". II All contents from 
' 
Contents 
II Create_Reply4 
II Frame and the 
II Image name 
1*=================================================================*1 
I* ImgBox(Socket, String) CONSTRUCTOR *I 
1*-----------------------------------------------------------------*l 
/* This constructor provides the interface by which the user can */ 
/* select an image response to accompany their comments. *I 
1*=================================================================*1 
public ImgBox(Socket MySocket, 
String Reply_Info) 
{ 
II The title of the ImgBox frame 
super( 11 Image Selection Window 11 ); 
II Assign values sent from NewsGrpiconVote (Parent class) to 
II Local variables 
II Passing the NewsGrpiconVote frame socket to the current 
II frame so that socket connection with the server can be 
I I established 
NewsGrpSocket MySocket; 
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II Store tbe data from Create Reply4 frame and add the Image 
II name to the string as well~ 
Create_ReplyData Reply_Info; 
// Organises the layout of the entire ImgBox frame 
setLayout (null) ; 
addNotify () ; 
resize(insets() .left + insets() .right + 382, insets() .top 
+insets() .bottom+ 320); 
II Initialise all AWT components 
Message_ Label new Label("Click the ImageList to 
select the Image"); 
OK Button new Button ( "0K 11 ) ; 
Cancel Button new Button ("Cancel") ; 
Response_ Field new TextArea(lO,lO); 
Response_ Label new Label("Icon's Representation : II ) j 
II Add the AWT components to the ImgBox frame and position 
II them accordingly 
add(Message_Label); 
Message_Label.reshape(insets() .left+ 28,insets() .top 
+ 7,259,19); 
add (OK_Button); 
OK_Button.reshape(insets() .left+ 42,insets() .top 
+ 285,91,26) i 
add(Cancel_Button); 
Cancel Button.reshape(insets() .left+ 189,insets() .top 
- + 285,91,26); 
add(Response Field); 
Response Field.setEditable(false); 
Response-Field.reshape(insets() .left + 3D, insets() .top 
+ 180,350,85) i 
add(Response_Label); 
Response_Label. reshape (insets() .left + 30, insets(). top 
+ 152,196,13); 
setBackground(new Color(12632256)); 
II This section implements the image list 
imageListBoxl = new symantec.itools.awt.ImageListBox(); 
imageListBox1.reshape(48,52,220,120); 
add(imageListBox1); 
II The imageListBox displays an image in a list so that 
II users can select the smiley that best represent their 
II response at the time. 
imageListBoxl.select(O); 
irnageListBoxl.setBackground(Color.white); 
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imageL is tBox 1 . setCombor~ode (fa J J;f::) ; 
imageListBox1.set:RownToShow(O); 
imageL i nt:Box 1 . setShowl-lor i zo11ta J Sera I I (t ruo:-~ J; 
j mageL is tRox 1 . Het ShowiJf~ r t i Cil I :-;c ro 1 1 ( L rur~) ; 
i rna get. i st Box 1 . !>el Bor(lf~ r'l'fp•:! (I Hld~Jr~J, i eU3oz . BOIWER _P EGIJIAP) ; 
i mageLi stBoxl. setce ll Bunl•~r:; ( f <~ l !Jf~); 
image! .. is t Box 1 . ;,t;t!Jc f .:~u It Enab J (:rlT•.:'X t C'o J or ( llf::'ll r~f) J 'H-I 0) J ; 
imo~9eListBo;~l-'.Jel!Ji!><lbledText.Cnloi (m"''' Colrnll5t;) J; 
i maget .. is t Boxl . set List Boz Font I ne•11 j a•;a . i:l'11t. Fcmt 
( "Ti mer;Pornan", j a•Ja. a•,Jt. Font. PL/d l/, 1 5) 1 ; 
II The imageVie· .. ·:er displa·1s an enlarged image of the Smile; 
/1 selected bt the user in the imageListeox 
imageViewet·l = new JmageViewer ( J 
imageVi.e•..:erl. reshape {2 eo, 36, 150, 113 J; 
add ( imageVie•11erl J; 
image\'i ewerl. setCenterr~ode (true) 
II Load up the 'Smilies' from the ser-1er 
addimage {"http: I /kraY.atoa . f ste. ac. co•Nan. f::du . au/ Images /Thes 
is_Images/New_Color/O·:erJoyT.gif", "O·;erJoyT.gif"); 
add Image ("http: I /Y:raY.atoa . f ste. ac . cc~:an. edu . au I Irr.agE:s/Thes 
is _Images/Neo.·:_ Color ISm i leT!l. gi f", "Sm.i leT!l. gi f ") ; 
addimage ("http: II kraY.atoa. f stE:. ac . co·,:an. edu. au/ Ima:;es/Thes 
is _Images /He·,;_ Col or /Ueut ~a 1 T!l. gi f", "!Jeut ~a 1 TI:. g if"; ; 
add Image ( "http:/ lk raY. at oa . f ste. ac . co·,:an. edu . au/ I:nages /7hes 
is_Images/Ne·..,·_Color/:::::;dTil.gif", "SadT!I.gi f";; 
add Image ("http:/ /krakatoa. f s te. ac. c:o·,:a!"l. edu. au/ :;::;..ages/Thes 
is _I mages/Ne·,; _Co lor I Angr/TU. 9 i :=:" , ., .:-.ng ~·.tr:l. g i: "'; ; 
add Image I" http: I /J.:raY.atoa . f s te. ac. co·..,· an. edu. au 'I:-:"t"'ges/'T!-'.es 
is _Images/Ne·..: _Color /Ear ingT:;. g! f" , "Eo dngT!i. g if" 1 : 
add Image ("http: I /krakatoa. f s te. ac. co-...·:m. edu. au/ I:nages/ Thes 
is_ Images /Ne·..: _Color /UoP! ct T. gi f ", ''Ho? i c:. T. gi:" i ; 
I I Set the size of the ImgBox f:r-ame and disallo...- user from 
II resizing it. 
resize(430, 410); 
setResizable(false); 
} // ImgBox{) CONSTRUCTOR 
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/*====================================~=========================~==·1 
!• imageListBoxl ListSelect(Event) l"'ethod •1 1*----------------------------: __________________ , ·-·-·--- .. +1 
I* This method l"etrleved the Image and net a previe~1 for the uner. ~1 
1*====================================~====~========~========~~~=~~·1 
publj_c void imageListBoxl_ListSe.lect (E'Jf:!nt E:vent) 
{ 
II Contains the name of rhe select•!d .image 
St t· .i ng ImageName ""' 
' 
imageViewerl . set Image { imageLiatBox 1 . get Image 
(imageL.istBoxl.getSelectedindex())) 
imageViewerl.repaint(); 
II Determine what image is selected and explains the meaning 
II of the •smiley'. 
ImageName lmageListBoxl.getltem 
(imageListBoxl. get.SeJ.ectedindex () J; 
II Assign Image_Index for each image so that the program is 
II able to tell •.-Jhich image has been selected. 
if (ImageName.equals("OverJoyT.glf")) 
{ 
Image_Index ~ '1'; 
Informuser(Image Index); 
) II if -
else 
if {ImageName.equals("SmileTN.gif") J 
{ 
Image_Index = '2'; 
InformUser(Image_IndexJ 
) II if 
else 
if ( lmageN'ame .equals ( "lleut ral TN .gi f" J! 
{ 
Image Index = '3' ; 
InformUser(Image Index!; 
II if 
else 
if (ImageName.equalst"SadTU.gif"l) 
( 
Image Index-= '4'; 
InformUserjimage Indexl; 
) II if -
else 
if (ImageName.equals(~Angr:ITN.gif")) 
{ 
Irnage_Index = '5'; 
InformUser(Image Indexl; 
) II If -
else 
if (lmageName.equals( .. BoringTil.gif'"J J 
{ 
Image_Index = • 6 •; 
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InformUser(Image Index); } I I if -
else 
if (ImageName.equals("NoPictT.gif")) 
{ 
Image_Index = '7'; 
InformUser(Image Index); 
} I I if 
) II imageListBoxl_ListSelect(Event) method 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
I* Informuser(int) Method *I 
1*-----------------------------------------------------------------*l 
I* This method allows the progr·am to detect- which image is *I 
/* selected by user to inform them about the image's meaning. */ 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
public void InformUser(char Image_Char) 
{ 
II Declare the meanings of all the Smilies 
String OverjoyString 
"This icon represents an OVERJOYED response.\n" + 
11 An example of this can be drawn from the programmer\n" + 
"who has finally allow this program to be tested.", 
SmileString 
"This icon represents a HAPPY response.\n" + 
"It suggests that one is SATISFIED with the cornment\n" + 
"or AGREES with the comment made by others", 
NeutralString 
11 This icon represents a NEUTRAL response \n 11 + 
11 This suggests that one is sitting on the fence with\n 11 + 
"regards to the comment made by others.", 
SadString 
"This icon represents a DISAPPOINTED or SAD Respons_e \n"+ 
"This suggests that one is upset or unhappy with the \n" 
+ 11 comments made by others 11 , 
AngryString 
11 This icon represents an ANGRY response. \n" + 
11 This suggests that one is deeply UPSET with the \n" + 
11 comments made by others. 11 , 
BoringString 
"This icon suggests that one is DISINTERESTED with \n" + 
11 the topic under discussion. The participants would 
like\n" +"to change the topic of discussion ... , 
NoPictString 
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"This.icon is used when the participant does not wish 
\n"+ "to express their thoughts or comments made by 
others"; 
switch(Image_Char) 
{ 
case '1' 
case '2' 
case '3' 
case '4' 
case '5' 
case '6' 
case '7' 
} II switch() 
II Overjoy Icon 
Response_Field.setText(Overjoystring); 
break; 
II Smile Icon 
Response_Field.setText(SmileString); 
break; 
II Neutral Icon 
Response_Field.setText(NeutralString); 
break; 
II Sad Icon 
Response_Field.setText(SadString); 
break; 
I I Angry Icon 
Response_Field.setText(AngryString); 
break; 
II Boring Icon 
Response_Field.setText(BoringString); 
break; 
II No Picture Icon 
Response_Field.setText(NoPictString); 
·break; 
} II InformUser(char) method 
1*=================================================================*1 
I* addimage(String, String) Method *I 
l*-----------------------------------------------------------------*1 
/* This method retrieved the required images from the URL */ 
/* provided. Since this program uses a frame, the */ 
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I" Toolkit.getDefaultToolkit() method will tH: ur.'-:rJ_ 
l"========•=====================;~===~==~====a~=~~~~~~~==~z~~=~~ 
public void addimage(String JmageLocation, :::tring n<•m•:1 
( 
try 
( 
ImageURL 
My Image 
} I I cry 
ne'N UP.L(Jmagc,LocationJ; 
Toolkit.getDefaultTool~itiJ 
.get Image CimageUF~LJ; 
catch{MalformedURLException e) 
( 
System.out.println(e.toString(J); 
} II caCch() 
MediaTracker tracker = new MediaTracker(thisl; 
I I Add the images to the HediaTracker one at a tirne 
tracker.addimage(Myimage, O); 
Cry 
( 
II Wait for all the images to be loaded 
tracker.waitForAll(); 
II try 
catch{InterruptedException e) 
( 
System.out.println("Not :<.11 images are loaded " ... eJ; 
} 
II Finally, add the images to the imageListBoxl 
imageListBoxl.additem(Myimage, name); 
II addimage(String,String) method 
1*=================================================================·1 
I* show{) Method .,. I 
1*-----------------------------------------------------------------•f 
I* This method display the main interface for interaction with the•/ 
I* user. Note that the move() command also set the position of the•/ 
I* program on the screen. •1 
I·============================================================····=· I 
public synchronized void show() 
{ 
move(SO, 50); 
super.show(); } II show() method 
I·===========================================================·=·===· I 
I* handleEvent() Method •1 
1*-----------------------------------------------------------------•! 
I* This method handles all the Button Events as well as when the •j 
I* window is destroyed. *I 
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public boolean handleEvent(_Event event) 
{ 
II Check if it is a button event and handles the buttons 
II appropriately 
if (event.id ~~ Event.ACTION EVENT && 
event.target ~~ OK_Button) 
{ 
clickedOKButton(); 
II Once the Create_Reply4 frame is loaded, hide the 
II ImgBox frame 
this. hide() ; 
return true; 
} I I if 
else 
if (event.id ~~ Event.ACTION EVENT && 
event.target == Cancel_Blltton) 
clickedCancelButton(); 
return true; 
} I I if 
else 
II If the imageListBoxl is clicked, display the 
II appropriate images. 
if (event.target == imageListBoxl && 
event.id ~~ Event.LIST_SELECT) 
{ 
I I if 
imageListBoxl_ListSelect(event); 
return true; 
II If the user closes the Create Reply4 frame, load 
II up the Create Reply4 frame. This probably means 
II that they did-not select an image, thus we assign 
II the Blank smiley as the default. 
if(event.id Event.WINDOW_DESTROY) 
{ 
Contents 
Create_Reply4 
Reply_Box 
Create ReplyData + 
11NoPictT.gif" + "#"; 
Reply_Box; 
new Create_Reply4(NewsGrpSocket, 
Contents); 
Reply_Box.show(); 
this .hide(); 
} II if 
II If the event received by handleEvent is not the 
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// appropriate event, call the superclass handleEvent to 
II send the event to the appropriate event handling 
II method. 
return super.handleEvent(event); 
} II handleEvent(Event) method 
1*=================================================================*1 
I* clickedCancelButton() Method *I 
l*-----------------------------------------------------------------*1 
/* This method does the same things in circumstances when the user*/ 
/* destroy the ImgBox frame. When this happens, it usually means */ 
/* that the user did not select an image, thus we assign the Blank*/ 
I* smiley as the default. *I 
1*=================================================================*1 
public void clickedCancelButton () 
{ 
Contents Create_ReplyData + "NoPictT.gif" + "#"; 
Create_Reply4 Reply_Box; 
Reply_Box new Create_Reply4(NewsGrpSocket, Contents); 
Reply_Box.show(); 
this. hide() ; 
II clickedCancelButton() method 
1*=================================================================*1 
I* clickedOKButton() Method *I 
l*-----------------------------------------------------------------*1 
/* This program sends the Image Name selected by the user to the */ 
/* Create Reply4 frame so that the discussion data and the image */ 
/* name can be sent to the server for updating. */ 
1*=================================================================*1 
public void clickedOKButton() 
{ 
String Reply_Name 
ImageN arne 
"" // Contains the discussion name 
1111
; // Contains the image name 
II Get the image name selected by the user 
ImageName imageListBoxl.getitem{imageListBoxl 
.getSelectedindex()); 
II Add the selected. image name to previously entered 
II discussion data so that it can be sent back to the 
II Create_Reply4 frame for updating. 
Contents Create_ReplyData + ImageName + 11 # 11 ; 
II Load the Create_Reply4 frame and pass the updated data to 
I I it. 
Create_Reply4 Reply_Box; 
Reply_Box new Create_Reply4(NewsGrpSocket, Contents); 
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Reply_Box.show(); 
II clickedOKButton() method 
II ImgBox Class 
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MyDate.java 
I·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~ 
Program Name MyDa te . java 
Purpose This class produce the date that I have formated 
for the Newsgroup program. 
~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·I 
import 
import 
java.util.Date; 
. . * ]ava.lo. ; 
class MyDate 
{ 
II Program declaration 
static Date date ~ new Date() 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
I* MyDate (Socket, String) CONSTRUCTOR *I 
l*-----------------------------------------------------------------*1 
/* This constructor instantiate MyDate method to be of type date. */ 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
public void MyDate() 
{ 
date new Date(); 
II MyDate(Socket, String) Constructor 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
I* WhatTime () Method *I 
l*-----------------------------------------------------------------*1 
/* This method will retrieve the system time so that it can be */ 
I* displayed with the rest of the date information. *I 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
public String WhatTime() 
{ 
String MyHours 1111 II Contains the hours of the day 
MySeconds 1111 II Contains the seconds of the 
II day 
FinalMinutes= Ill! II Contains the minutes of the 
II day 
MyTime 1111 II Contains today•s time of the 
II day 
SetMinutes IIQII; 
II Check if the interger is single digit (E.g 0 - 7) If 
// single digit, add a 0 int value in front of it. 
int MyMinutes 0; 
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II Note. the String.valueOf() method takes an argument 
// of various types, convert those arguments to type String 
// and return them as String Objects. The objective here is 
II to change all the data retrieved as a String object. 
MyHours 
MySeconds 
String.valueOf(date.getHours()); 
String.valueOf(date.getSeconds()); 
II Since the getMinutes() retrieve a single digit(i.e 0 - 7) 
/1 thus we want to add a 0 int value in front to make it 
// look more presentable on the screen. E.g system retrive 7 
II change to 07 for minutes. 
MyMinutes date.getMinutes(); 
if (MyMinutes >= 0 && MyMinutes <= 9) 
{ 
FinalMinutes SetMinutes + 
String.valueOf(MyMinutes); 
} I I if 
else 
{ 
// If the value retrieve is double digit, leave it alone 
FinalMinutes 
II else 
String.valueOf(MyMinutes); 
II The final time of the day is produced. 
MyTirne 
return MyTime; 
MyHours + 11 ·" + FinalMinutes + 
+ MySeconds; 
II WhatTime() method 
II. II 
1*=================================================================*1 I* Wha tDay () Method *I 
1*-----------------------------------------------------------------*l 
I* The java DATE.getDay() method returns an integer value. Thus *I 
I* this method is used to convert the integer value to the Day *I 
/* string equivalents. */ 
1*=================================================================*1 
public String WhatDay(int Day) 
{ 
switch(Day) 
{ 
case 
case 
case 
case 
case 
case 
case 
default 
II switch 
0 
1 
2 
3 
4 
5 
6 
II WhatDay() method 
return 
return 
return 
return 
return 
return 
return 
return 
"Sun"; 
"Mon"; 
"Tues"; 
"Wed"; 
"Thurs"; 
"Fri"; 
"Sat"; 
"Wrong Day 
II 
II 
II 
II 
II 
II 
II 
I II • 
. ' 
Sunday 
Monday 
Tuesday 
Wednesday 
Thursday 
Friday 
Saturday 
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1·~~~~~~~~~~~~~~~~~~7~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
I* WhatMonth() Method */ 
/*-----------------------------------------------------------------*/ 
/* The java DATE.getMonth() method returns an integer value. */ 
/* getMonth() method used value 0-11 to represents Jan-Dec with */ 
/* value 0 representing January & 1 as February thus June is the */ 
/* value 5 which is incorrect if you want to display the date */ 
/* format as dd/mm/yy (25/6/1997 for June) */ 
/* */ 
/* This method is used to convert the integer value to the correct*/ 
/* format by incrementing the value by 1 */ 
!·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·! 
public int WhatMonth(int Month) 
{ 
int My_Month 0; // The final value to determine 
// the current month 
My_Month 
return My_Month; 
Month+ 1; // Increase the month value to 
II reflex the correct month. 
} // WhatMonth() Method 
;·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·! 
/* TodayDate() Method */ 
l*-----------------------------------------------------------------*1 
/* This class return the most recent date format, which include */ 
/* the day, month, year and time. */ 
!·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~=======~~~~~~~·! 
public String TodayDate() 
{ 
String TodayDate 
Today 
1111 // 
"II; I I 
Date Format => day/month/year 
Today's Date & Day+ Time 
II Retrieve the final date format of dd/mm/yy 
TodayDate date.getDate() + 11 / 11 
+ WhatMonth(date.getMonth()) + "/19" + 
date.getYear(); 
//Now we are ready to display the date information to the 
I I client. 
Today 
return Today; 
WhatDay (date. getDay ()) + " " + TodayDate 
+ " 11 + What Time() ; 
} // TodayDate() method 
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1*=================================================================*1 
I* main(String) Method *I 
l*-----------------------------------------------------------------*1 
/* Contains command to retrieve the date information. */ 
1*=================================================================*1 
public static void main(String args[]) 
{ 
MyDate DateDemo new MyDate () ; 
String Today DateDemo.TodayDate() 
System. out. println ( "Thavee' s Date = " + Today) ; 
try 
{ 
System.out.println( 11 Press <ENTER> to Quit 11 ); 
System. in. read() 
} I I try 
catch(IOException e){} 
} II main 
II MyDate Class 
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VoteWin2.java 
I*=================================================================== 
Program Name VoteWin2. java 
Purpose This system implements the voting system. The main 
purpose of this system is to enable the user to 
vote in favour or against the topic under 
discussion. This allows a more interactive 
discussion among the participants. 
===================================================================*I 
import java.awt.*; 
import java.io.*; 
import java.net.*; 
import java.util.StringTokenizer; 
public class VoteWin2 extends Frame 
{ 
II Used to store the Socket Object sent by NewsGrpiconVote Main 
II Frame 
Socket NewsGrpSocket; 
II Output the data to the server, through the socket, to update 
II necessary files 
Print Stream ToServer null; 
II Get the data from the server through the socket 
DatainputStream Fromserver null; 
// Using port 8003 to create the discussion name. 
int NewsGrpPort 8003; 
II The name of the server 
String 
Label 
TextField 
TextArea 
CheckboxGroup 
Checkbox 
Hostname 
RFileName 
TOD_Label, 
Discussion_Label; 
TOD_Field; 
Discussion_ Field; 
Uservote; 
Agree, 
"krakatoa.fste.ac.cowan.edu.au 11 , 
1111
; // Contains the discussion 
II file name to write the 
I I data to 
II TOD refers to Topic Of 
II Discussion 
II Discussion details label 
II The Textfield to hold 
II the topic of discussion 
II Contains the comments 
II made by the user 
II CheckboxGroup contains 
II the user's opinion on 
II the discussion 
II Vote in favour of the 
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II discussion 
Disagree; II Vote against the 
II discussion 
Button Submit, II Sends the user's data to 
II the server 
Cancel; II Cancel the current 
II operation 
int Total 0, II Total number of people 
II participating 
Voted 0, II Number of people who 
II have submitted their 
II opinion 
NotVoted 0, II Number of people who 
II have not submit their 
II opinion 
InFavour 0, II Number of people in 
II favour of the discussion 
Against O· 
' 
II Number of people against 
II the discussion 
String Discussion !Ill II The discussion contents 
Reply_Data 1111 II Other Discussion details 
II needed to update the 
II discussion (Reply?.txt) 
II file 
VoteStatus Ill! II Inform program if the 
II user is voting the first 
II or the 'n' time 
Initial Vote ""i II Determine if user agree 
II or disagree 
1*=================================================================*1 
I* VoteWindow() CONSTRUCTOR *I 
l*-----------------------------------------------------------------*1 
/* This constructor provides the interface by which the user can */ 
I* enter their vote on a chosen Discussion. */ 
1*=================================================================*1 
public VoteWin2(String Selected_TName, 
String Reply_Info, 
String Reply Content, 
String Reply_File, 
int TotalNumber, 
int Number_Voted, 
{ 
int Number_Notvoted, 
int Number_InFavour, 
int Number_Against, 
String Vote Status, 
String Initial_Vote) 
super( 11 Polling Window 11 ); II Title of the VoteWin2 frame 
II Assign the arguments received from ValidateVotersBox 
II class to Global variable. It receives the same 
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// information as the ValidateVotersBox class but it also 
// carries the Voters Status(Vote FIRST/SECOND time) which 
// is determined in the ValidateVotersBox class. The Voters 
// status is needed to determine if the user has previously 
// submit in their opinion. 
II Contains the comments made by the user 
Discussion Reply_Content; 
II Contains the Author name, Date data 
Reply_Data Reply_Info; 
// Contains the discussion file to write the polling data to 
RFileName Reply_File; 
// Total number of people participating 
Total TotalNumber; 
// Number of people who have submitted their opinion 
Voted Number_Voted; 
// Number of people who have not submit their opinion 
NotVoted Number_NotVoted; 
II Number of people in favour of the discussion 
InFavour Number_InFavour; 
II Number of people against the discussion 
Against Number_Against; 
II Inform program if the user is voting the first or the •n• 
II time 
Vote Status Vote Status; 
II Used as a flag to determine if the user is voting the 
II first or the •n• time 
InitialVote = Initial_ Vote; 
II Initialise all AWT used 
TOD Label 
TOD-Field 
Discussion Label 
Discussion-Field 
UserVote 
Agree 
Disagree 
new Label( 11 Tapic Of Discussion 11 ); 
new TextField(SO); 
new Label("Discussion"); 
new TextArea(15,15); 
new CheckboxGroup(); 
new Checkbox ( 11 Agree 11 , UserVote, 
false) ; 
new Checkbox ( 11 Disagree 11 , UserVote, 
false) ; 
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Submit 
Cancel 
new Button( 11 Submit"); 
new Button ( "Cancel 11 ) ; 
// Layout Management Area 
this.setLayout(new BorderLayout()); 
// Declare Panels to use 
Panel Top_ Info new Panel() ; I I Uses BorderLayout 
Panel Topic_ Info new Panel() ; I I Uses BorderLayout 
Panel Discussion Info new Panel() ; I I Uses BorderLayout 
Panel UserVote Info new Panel() ; I I Uses FlowLayout 
Panel Button Info new Panel() ; I I Uses FlowLayout 
// Arrange the Voting information 
/*===========================================================*! 
/* Top Info Panel */ 
!*=========================~=================================*! 
/* The Top Info panel c~ntains the topic of discussion, */ 
/* discussion details and the polling options */ 
/* (i.e Agree/Disagree) */ 
/*===========================================================*/ 
Top_Info.setLayout(new BorderLayout()); 
II A sub-section of Top_Info 
Topic_Info.setLayout(new BorderLayout()); 
Topic Info. add ("North", TOD Label) ; 
Topic-Info. add ("Center", TOD Field) ; 
TOD Field.setText(Selected TName); 
TOD-Field.setEditable(false); 
TOD-Field.setBackground(Color.lightGray); 
// A sub-section of Top_Info 
Discussion_Info.setLayout(new BorderLayout()); 
Discussion Info. add ("North 11 , Discussion Label) ; 
Discussion=Info.add("Center" 1 Discussioil_Field); 
Discussion_Field.setBackground(Color.lightGray); 
II Before we display the discussions, we have to 
II modify the data to its original format. 
String New_string Modify_Discussion(Discussion); 
II Now we can put the discussion on the frame. Set the 
II field so that user cannot edit it, only reading is 
I I allowed. 
Discussion Field.setText(New String); 
Discussion=Field.setEditable(false); 
II A sub-section of Top_Info 
UserVote_Info.setLayout(new FlowLayout()); 
UserVote_Info.add(Agree); 
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UserV6te_Info.add(Disagree); 
Top_Info. add ("North", Topic_Info) 
Top_Info.add( 11 Center", Discussion_Info); 
Top_ Info. add ("South", UserVote Info) ; 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
I* Button Info Panel *I 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~=~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
/* The Button_Info panel contains all buttons */ 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
Button_Info.setLayout(new FlowLayout()) 
II Add the buttons to the frame 
Button_Info.add(Submit); 
Button_Info.add(Cancel); 
this .add ("North", Top_Info) 
this.add( 11 South", Button_ Info); 
II Set the size of the Create Reply frame and make sure the 
II frame is not resizable -
resize(450,400); 
setResizable(true); 
this.setBackground(Color.cyan); } II CONSTRUCTOR VoteWin2() 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
I* insets() Method *I 
l*-----------------------------------------------------------------*1 
/* This method is use to add a specified space between the */ 
/* components and the frame. */ 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
public Insets insets() 
{ 
return new Insets(25,15,15,15); 
} II insets() method 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
I* show() Method *I 
1*-----------------------------------------------------------------*l 
/* This method display the main interface for the user interaction*/ 
I* with the user. Note that the move() command also set the *I 
/* position of the program on the screen. */ 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
public synchronized void show() 
{ 
move(SO, 50); 
super.show(); 
} II show() Method 
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j• MOdify DISCU!lSiOn() f1et.hod *I 
;· ---~<-/ 
This method takes the data string and con•;ert them to the "I 
/• or·ig1nal format that· the uner· acluillly ljpr~d in. "*I 
/•=============~=~~==z=~==~=~=====~==~=n=~==a======================"*/ 
pub! ic String Modify ~Di::;cuss ion ([;tdng RepJy_Content) 
( 
II Ne·.o~ stdng containing the original message format 
String Modified_Reply = "". 
' 
II This program automatically placed the '*' char next to 
II the string •.o~hen the user presses the 'RETURN' key.Thus we 
I I have to convert the '*' char to the next line char 
II ( • \n • > • 
Hodified_Reply = Reply_Content.replace('*', '\n'); 
return Modified~Reply; 
} I I Modify_Discussion () Method 
;~=================================================================*/ 
/* CheckVote() Method *I 
!" ~~-~- ~- ---- ~ ~-~ ~ ~ --~------ ------------------------------------ ---*/ 
~~ This method checks to see if the user decides to AGREE or */ 
DISAGREE with the topic under discussion. Once ..,,.e have received* I 
the polling data from the file, we can then updated the polling*/ 
i* result based on the opinion that the user chooses. */ 
f•=================================================================·l 
public void CheckVote () 
{ 
int Total _Temp 0, II Contains the updated value 
Voted_ Temp 0, II Contains the updated value 
NotVoted _Temp 0' II Contains the updated value 
InFavour _Temp 0, II Contains the updated value 
Against_Temp 0; II Contains the updated value 
String Previous Vote "". 
' 
II Assign the local variable to the value sent to by 
II the ValidateVotersBox class. Data is lost when the frame 
II is disposed. Thus we have to pass it from classes to 
I I classes. 
Total _Temp = Total; 
Voted_Temp = Voted; 
NotVoted_Temp = NotVoted; 
InFavour_Temp = InFavour; 
Against_Temp = Against; 
II If the Agree radio button is chosen, we know that this is 
II the first time the user is submitting their opinion. We 
II updated the pollinq result based on this information. 
if (Agree.getState() == true) 
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( 
i E (VoteStatus. equals ( "Fi rst_T irne" j J 
( 
l f ( Ini t lal Vote. equal;, ( "lleutra l ") J 
( 
II The total number of people participat.ir.g 
I I stays tlv•. same. 
Total Total Temp; 
II Increase the number of people 'NhO ·;ot.ed by 1 
Voted Voted+ 1; 
I I Decrease the number of people ·,;ho has no~ 
I I voted b~· 1 
r~otVoted Total - Voted; 
II Since user selected "Agree" button, number of 
II people in favour of the discussion s!:.ould 
II increase by 1 
InFavour = InFavour + 1; 
I I The number of people~ against the discussion 
II stays the same. 
Against Against_ Temp; 
I I Informs the program if the user has voted . .; & 
II so, what is the original opinion. 
InitialVote = 
} I I if 
I I if 
"Agree"; 
else 
( 
I I Since the user has already voted ONCE, then the 
II number of people voted should stay the same, 
II since the user is only changing his/her vote 
if (VoteStatus. equals ( "Second_Time") J 
( 
if (InitialVote.equals("Agree"l l 
( 
II The total number of people participating 
II stays the same. 
Total Total_ Temp; 
II Number of people voted stays the same 
Voted = Voted_Temp; 
II Number of people who has NOT VOTED stays 
II the same 
Not voted = NotVoted_Temp; 
InFavour = InFavour_Temp; 
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Against 
Initial Vote 
I I if 
Against_Temp; 
"Agree"; 
else 
{ 
II The total number of people participating 
II stays the same. 
Total Total_Temp; 
// Number of people voted stays the same 
Voted Voted_Temp; 
II Number of people who has NOT VOTED stays 
II the same 
NotVoted NotVoted_Temp; 
// Increase the number of people in favour 
I I by 1 
InFavour InFavour + 1; 
II Decrease the number of people against by 1 
Against Against - 1; 
II Informs the program if the user has 
// voted, if so, what is the original 
// opinion. 
Initial Vote "Agree"; 
} //else 
} I I if 
} //else 
} //else 
else 
{ 
II User chooses to DISAGREE 
if (VoteStatus.equals("First_Time")) 
{ 
if (InitialVote.equals("Neutral")) 
{ 
// The total number of people participating 
II stays the same. 
Total Total_Temp; 
II Increase the number of people voted by l 
Voted Voted + 1; 
// Decrease the number of people not voted by l 
NotVoted Total - Voted; 
InFavour InFavour_Temp; 
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// Since user selected "Disagree" button, number 
// of people in favour of the argument should 
II stay the same 
// The number of people against the discussion 
II should increase by 1 
Against Against + 1; 
// Informs the program if the user has voted, if 
// so, what is the original opinion. 
Initial Vote 
} I I if 
I I if 
"Disagree"; 
else 
{ 
/I Since the user has already voted ONCE, then the 
II number of people voted should stay the same, 
// since the user is only changing his/her vote 
if (Votestatus:equals("Second_Time")) 
{ 
if (InitialVote.equals ("Agree")) 
{ 
// The total number of people participating 
II stays the same. 
Total Total_Temp; 
// Number of people voted stays the same 
Voted Voted_Temp; 
II Number of people who has NOT VOTED stays 
II the same 
NotVoted NotVoted_Temp; 
II User voted the second time has change his 
I I mind 
InFavour InFavour - 1; 
//Thus number of people against increase by 1 
Against Against + 1; 
// Informs the program if the user has 
// voted, if so, what is the original 
II opinion. 
Initial Vote 
} // if 
"Disagree"; 
else 
{ 
II The total number of people participating 
II stays the same. 
Total Total_Temp; 
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// Number of people voted stays the same 
Voted Voted_Temp; 
II Number of people who has NOT VOTED stays 
II the same 
Not Voted NotVoted_Temp; 
II No change of heart, so result stays the 
II same 
InFavour InFavour_Temp; 
// No change of heart, so result stays the 
II same 
Against Against_Temp; 
// Informs the program if the user has 
II voted, if so, what is the original 
// opinion. 
Initial Vote "Disagree"; 
} // else } I I if 
} //else 
} //else 
} // CheckVote() method 
!·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~====~===*/ 
/ * handle Event () Method * / 
/*-----------------------------------------------------------------*/ 
/* This method handles all the Button Events as well as when the */ 
/* window is destroyed. */ 
!*~====~==~===~~~~~=~~~=~====~~~=~====~===~~==~=======~~~~~~~~~~~~~·! 
public boolean handleEvent(Event evt) 
{ 
String Content 1111. 
' 
// Handles the button event 
if (evt.target instanceof Button) 
{ 
if (evt.arg.equals("Cancel 11 )) 
{ 
clickedCancelButton(); 
/1 Dispose the Create_Reply4 frame 
this. hide() ; 
this.dispose(); 
return true; 
I I if 
else 
if (evt.arg.equals("Submit")) 
{ 
if ((Agree.getState() ~~false) && 
(Disagree.getState() ==false)) 
{ 
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I I if 
ErrorMsg Message new ErrorMsg(this); 
Message. show() ; 
return true; } II 
else 
{ 
II Check and calculate all voting results 
CheckVote () ; 
II Update the Reply?.txt file in the server 
II to reflect the new opinion poll result 
System.out.println("Updating 11 + RFileName 
+ 11 with Opinion Poll result."); 
II Before we send data to the server,combine 
// all the discussion data (Username, Date, 
II Discussion) including the polling data 
II together so that it can be used to update 
II the discussion (Reply?.txt) file. 
II NOTE : We must also include the 
// discussion name so that we know which 
II file to updated. 
Content = Reply Data + "#" + Discussion + 
"#" +-RFileName + "#" + Total + 
11 # 11 + Voted + "#" + NotVoted + 11 # 11 
+ InFavour + 11 # 11 + Against; 
// Now write the data to the server 
Update_ReplyFile(Content); 
//Dispose & Hide window once data is handled 
this. hide() ; 
this.dispose(); 
II Load the NewsGrpiconVote frame 
NewsGrpiconVote MyMenu; 
MyMenu new NewsGrpiconVote(); 
MyMenu. show () ; 
return true; } II else 
II if 
II Handles the windows event 
if (evt.id ~~ Event.WINDOW_DESTROY) 
{ 
this .hide(); 
this. dispose() ; 
return true; 
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II If the event received by handleEvent is not the 
// appropriate event, call the superclass handleEvent to 
II send the event to the appropriate event handling method. 
return super.handleEvent(evt); 
} II handleEvent() method 
1*=================================================================*1 
I* Connect() Method *I 
l*-----------------------------------------------------------------*1 
/* This method connects the client program to the server program */ 
I* using the port 8003 that was specified at the beginning of the *I 
I* program. *I 
1*=================================================================*1 
public void Connect() throws IOException 
{ 
NewsGrpSocket 
FromServer 
ToServer 
) II Connect() method 
new Socket(Hostname,NewsGrpPort); 
new DatainputStream(NewsGrpSocket 
.getinputStream()); 
new PrintStream(new DataOutputStream 
(NewsGrpSocket.getOutputStream())); 
1*=================================================================*1 
I* Update ReplyFile(String) Method *I 
l*------------------------~----------------------------------------*1 
/* This method writes the discussion data and the polling data to */ 
/* the server. It is important to write the data to the file now */ 
/* because it will be accessed later when the user decide to look */ 
/* at the discussion data. */ 
1*=================================================================*1 
public void Update_ReplyFile(String Reply_Content) 
{ 
// Contains the client•s request to the server 
String Command ToServer 
Data_ToServer 
11 Update_OpinionPoll" I 
1111. 
' 
II Contains complete data to update discussion file. Send 
II the discussion data to the server. 
Data TOServer Command ToServer + ""' 11 + Reply_Content; 
try 
{ 
II Make connection between Client & Server 
Connect{); 
II Sending command and topic name to server 
ToServer.println(Data_ToServer); 
String Temp FromServer.readLine(); 
System.out.println( 11 Ternp = " + Temp); 
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ToServer ·. println ( 11 End Work 11 ) ; 
II try 
catch(IOException e) 
{ 
system.err.println{e); 
II catch 
} II Update_ReplyFile() method 
1*=================================================================*1 
I* clickedCancelButton() Method *I 
l*-----------------------------------------------------------------*1 
/* This method is triggered when the user clicked on the 'Cancel' */ 
I* button. *I 
1*=================================================================*1 
public void clickedCancelButton() 
{ 
II Load the NewsGrpic?nVote frame 
NewsGrpiconVote 
MyMenu. show () ; 
this. hide () ; 
this . dispose () ; 
MyMenu 
} II clickedCancelButton() Method 
II VoteWin2 class 
new NewsGrpiconvote(); 
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NewsGrplcon Vote.java 
I*=================================================================== 
Program Name NewsGrpiconVote.java 
Purpose Differences between this program and 
NewsGrpiconVote.java is that this program include 
the use of the Visual Cafe Classes which implementes 
the use of IrnageLists. The imageLists allows the 
user to select an image that represents their 
reaction of their reply to a certain Topic of 
discussions. 
===================================================================*I 
import 
import 
import 
import 
import 
java.applet. *; 
java. awt. *; 
. . * Java.lo. ; 
java.net.*; 
java.util.*; 
II Uses Symantec Visual cafe Classes 
import syrnantec.itools.awt.ImageListBox; 
import symantec.itools.rnultimedia.ImageViewer; 
public class NewsGrpiconVote extends Frame 
{ 
/I Program Declaration 
1*=====================================================*1 
II Variables needed to retrieve the smilies location 
1*=====================================================*1 
private String ImageLocation 
11 http:llkrakatoa.fste.ac.cowan.edu.aul 
Images1Thesis_Images1New_Colorl 11 ; 
private URL ImageURL; 
II============================================== 
II Maximum number of Topic names allowed 
final int MaxNumbers 200; 
II Using port 8003 to create the discussion name 
final int NewsGrpPort 8003; 
II The name of the server 
String Hostname 11 krakatoa.fste.ac.cowan.edu.au 11 ; 
II Inform the program the operation the user request for 
char User_Action; 
II Get the data from the server through the socket 
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DatainputStream FrornServer null; 
// Output the data to the server, through the socket, to update 
II necessary files 
Print Stream ToServer null; 
II Instantiate the socket object to use in the program 
Socket NewsGrpsocket; 
/1 Visual Cafe Classes 
II The discussion list that allows an image to be displayed 
ImageListBox ReplyList; 
// Declare all objects components that we are going to use 
Menu 
Menu 
List 
Label 
Label 
Label 
Label 
Label 
Label 
Label 
Label 
Label 
Label 
Label 
TextField 
TextField 
TextField 
TextField 
TextField 
FileMenu; 
HelpMenu; 
TopicList; 
TopicName Label; 
Reply _Label; 
Author_Label; 
Date_Label; 
Total_Label; 
// Creating the File Menu object 
// Creating the Help Menu object 
II The topic list is used to 
// display topic names created by 
II users 
// Topic name label 
II Discussion name label 
// Author label 
II Date label 
II Total number of participants 
II label 
Voted_Label; 
NotVoted_Label; 
InFavour_Label; 
II 
II 
II 
Against Label; // 
ReplyContent_Label;// 
Total number who voted label 
Total number not voted label 
Number in favour of discussion 
Number against the discussion 
The discussion content label 
SystemMsg_Label; 
Author Field; // 
Date_Field; // 
Total_Field; // 
II 
Voted_Field; // 
II 
NotVoted_Field; 
// The system error message label 
Contains the name of the author 
Contains the date of the author 
Contains total number of 
participants 
Contains total number of people who 
voted 
II 
II 
Contains total number of 
people who have not voted 
TextField InFavour_Field; II Contains number of people in 
// favour of the discussion 
TextField Against_Field; II Contains number of people 
TextField 
TextArea 
SystemMsg_Field; 
// against the discussion 
// Contains the system error 
II messages 
ReplyContent Field;// Contains the comments made by 
- I I users 
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Button 
Button 
Button 
Button 
Create Topic Button;// Allow user to create a topic 
- - I I name 
Create Discussion Button;// Allow user to create a 
- II discussion 
Submit_Opinion_Button; // Submitting opinion for 
II the first time 
Change_Opinion_Button; // Submitting opinion for 
II the 'n' time 
// Use to locate the Image name associated with the discussion 
II name selected by the user 
Properties ImageTable new Properties(); 
Image Myimage; II Contains the smiley image object 
II The Reply_Name & Image_Name variable below is declared global 
// because the result neeq to be retained for the program to be 
// able to send the information to the server to search for the 
// correct discussion name 
String Reply_Name 
Image_Name 
1111 // contains discussion name 
II selected by user in ReplyList 
""; // Contains the correct smiley 
II image associated with the 
II discussion name 
II These data are needed for the opinion polling System 
// We store them a string valuable since they have to be 
II passed on to the "Vote_Win2" class for calculaton purposes 
String 
int 
Initial Vote 
VoteStatus 
Discussion 
Reply_FName 
DataTo_OpinionPoll 
Total Number o, I I 
II 
"Neutral"~ll Intial value 
when the 
discussion file 
is first created 
1111 
1111 
1111 
1111. 
' 
II 
II 
II 
II Tell us if user 
II is giving the 
II opinion for the 
II First time or 
II Second time 
II Discussion contents 
II The FILENAME that 
II stores this 
II discussion 
II Data necessary for 
II opinion polling 
II system to update 
II the discussion File 
II in the server 
Total number of people 
participating 
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Voted 0, II Number of people who have 
II submitted their opinion 
Not Voted 0, II Number of people who have not 
II submit their opinion 
InFavour 0, II Number of people in favour of 
Not InFavour 
II 
O;ll 
II 
the discussion 
Number of people against the 
discussion 
// an array holding all the Topic names retrieved from 
II Topic_List.txt file 
String TName [) new String[MaxNumbers); 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
I* NewsGrpiconVote () CONSTRUCTOR *I 
l*-----------------------------------------------------------------*1 
/* Add all user interface components and reads data from the */ 
I* socket and display the topic names in the topic list box. */ 
1·~~~~=~=~~====~~~~~==~~~=~=~~=~=~===~~~=~~~~~~~~~======~=~~=~~===~·1 
public NewsGrpiconVote() 
{ 
II The title of the NewGrpiconVote frame 
super ("User Conferencing System 11 ); 
// Create the Menu Bar to contain the File and Help menus 
MenuBar mbar =new MenuBar(); 
II Create and add the File menu object to the menu bar 
FileMenu = new Menu {"&File") ; 
FileMenu. add (new Menu Item ("Create &Topic")} ; 
FileMenu.add(new Menuitem("Create &Discussion 11 )); 
FileMenu.addSeparator(); 
FileMenu.add(new Menuitem("E&xit")); 
mbar.add(FileMenu); 
II Create and add the Help menu to the menu bar 
HelpMenu = new Menu("&Help"); 
HelpMenu.add(new Menuitem("&About 11 )); 
mbar.add(HelpMenu); 
II Initialise the Menu bar 
setMenuBar(mbar); 
II Initialise all AWT (Abstract Window Toolkit) used 
TopicName Label 
TopicList-
Reply_Label 
Author Label 
Author-Field 
new Label( 11 Topic Name 11 ); 
new List{); 
new Label( 11 Discussion Title"); 
new Label { 11 Author 11 ) ; 
new TextField(26); 
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Date Label 
Date-Field 
II Opinion poll objects 
Total Label 
Total Field 
Voted Label 
Voted_Field 
NotVoted_Label 
NotVoted Field 
InFavour Label 
InFavour-Field 
Against Label 
Against:::Field 
new Label ("Response Date"); 
new TextField(26); 
new Label("Total Participants"); 
new TextField(lO); 
new Label("# Submitted Opinion"); 
new TextField(9); 
new Label("# NOT Submitted Opinion"); 
new TextField(9); 
new Label("# In Favour"); 
new TextField(lO); 
new Label ( 11 # Against") ; 
new TextField(9); 
II Discussion & System Message objects 
ReplyContent_Label 
ReplyContent_Field 
SystemMsg Label 
systemMsg:::Field 
II Buttons Objects 
Create_Topic_ Button 
new Label ("Discussion"); 
new TextArea(lS,lS); 
new Label("System Messages"); 
new TextField(73); 
new Button ("Create Topic''); 
Create Discussion Button= new Button ("Create Discussion"); 
- -
Submit _Opinion_Button new Button ("Submit 
Change_Opinion_Button new Button ("Change 
II Declare the NewsGroup Main Layout 
setLayout(null); 
addNot ify () ; 
Opinion"); 
Opinion"); 
resize(insets() .left+ insets() .right+ 644, insets() .top 
+insets() .bottom+ 462); 
II Initialise & create the TopicList, ReplyList & their 
II respective Labels 
Create TopicList(); 
Create:::ReplyList(); 
// Updates TopicList with Topic names from the server when 
II this class is first initialised. Note that the topic list 
II have to be created first before populating it. 
UpdateTopicListCall(); 
II Add all necessary AWT objects to the Frame 
add(TopicName_Label); 
TopicName_Label.reshape(insets() .left + ?,insets() .top 
+ 0,133,13); 
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add(TopicList); 
TopicList.reshape(insets() .left + 27,insets() .top 
+ 25,282,111); 
add(Reply Label); 
Reply Label.reshape(insets() .left+ 315,insets() .top 
+ 0, 133, 13); 
add(Author_Label); 
Author_Label.reshape(insets() .left+ ?,insets() .top 
+ 143,119,13); 
add(Author_Field); 
Author Field.reshape(insets() .left + 21,insets() .top 
- . + 159,217,20); 
Author_Field.setEditable(false); 
add(Date_Label); 
Date_Label.reshape(insets() .left + 287,insets() .top 
+ 143,126,13); 
add(Date_Field); 
Date_Field.reshape(insets() .left + 294,insets() .top 
+ 159,217,20); 
Date_Field.setEditable(false); 
II Add the opinion polling objects to the Frame 
add(Total_Label); 
Total_Label.reshape(insets() .left + ?,insets() .top 
+ 184,119, 13) i 
add(Total_Field); 
Total Field.reshape(insets() .left+ 21,insets() .top 
- + 198,84,26); 
Total_Field.setEditable(false); 
add(Voted_Label); 
Voted Label.reshape(insets() .left + 149,insets() .top 
- + 184,131,11); 
add(Voted Field); 
Voted Field.reshape(insets() .left+ 161,insets() .top 
+ 198,77,26); 
Voted_Field.setEditable(false); 
add(NotVoted_Label); 
NotVoted Label.reshape(insets() .left+ 287,insets() .top 
- + 184,175,11); 
add(NotVoted Field); 
NotVoted Field.reshape(insets() .left+ 294,insets() .top 
- + 198,77,26); 
NotVoted_Field.setEditable(false); 
add(InFavour_Label); 
InFavour Label.reshape(insets() .left+ ?,insets() .top 
- + 224,161,13); 
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add(InFavour Field); 
InFavour_Field.reshape(insets() .left + 21,insets() .top 
+ 241,84,19); 
InFavour_Field.setEditable(false); 
add(Against_Label); 
Against Label.reshape(insets() .left+ 287,insets() .top 
- + 224,140, 13); 
add(Against Field); 
Against_Field.reshape(insets() .left+ 294,insets() .top 
+ 241,77,19); 
Against_Field.setEditable(false); 
II Now add the discussion & system message Fields to the 
II Frame 
add(ReplyContent Label); 
ReplyContent_Label.reshape(insets() .left+ ?,insets() .top 
+ 263,112,13); 
add(ReplyContent Field); 
ReplyContent Field.reshape(insets() .left+ 21,insets() .top 
+ 280,609,117); 
ReplyContent_Field.setEditable(false); 
add(SystemMsg Label); 
SystemMsg Label.reshape(insets() .left + ?,insets() .top 
- + 398,168,13); 
add(SystemMsg Field); 
SystemMsg_Field.reshape(insets() .left+ 21,insets() .top 
+ 414,609,20); 
SystemMsg_Field.setEditable(false); 
SystemMsg_Field.setForeground(Color.black); 
II Add the buttons to the Frame 
add(Create_Topic_Button); 
Create_Topic_Button.reshape(insets() .left + 516,insets() .top 
+ 146,112,26); 
add(Create Discussion Button); 
Create DisCussion Button.reshape(insets() .left 
- - + 516,insets() .top+ 177,112,26); 
add(Submit Opinion Button); 
Submit Opinion Button.reshape(insets() .left 
- - + 516,insets() .top+ 206,112,26); 
add(Change Opinion Button); 
Change Opinion Button.reshape(insets() .left 
- - + 516,insets() .top+ 237,112,26); 
II Check the 11 Submit Opinion & 11 Change Opinion 11 buttons, 
// when this Frame is first loaded, the button should be 
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II dbable. 
Check_Buttons(); 
I I Set the size of the Create_Reply frame 
resize (645, 560): 
show (); 
setResizable (false}; 
I I Display the 1/ewsGrplconVote frame 
I I Disallm.J user to resize the 
I I NewsGrpiconVote frame 
} 1/ NewsGrpiconVote() CONSTRUCTOR 
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/* SYSTEI•l __ MESSf;.GE!StrJJt<JI fo'letlv_.t_l •1 
/•~ •! 
/* This method i~ used to rli!;pl<.~j <1ll !:f:;TJ:otn rm~!:!:<Jg•::; ;, prr.:-rJr••rn •/ 
I• gene1·ated mes:>ages to t!H~ !-;/:;ternl"l:;g __ Field T•:ztFir.::ld. •/ 
/• TO USE "'> SYSTEM I"!ESSAGE (""I : •/ 
l*==================;=•=a=c"'===========~=;=~~=====;==~==~~==•=~·~-==-•1 
pub! ic void SYSTEM !.'JESS AGE! String Errori.'Jessage: J { -
s:•stemr-!sg Field. set Text {ErrorMessageJ; 
} II ErrorMessage{StringJ method 
1*=================================================================~1 
I* Create TooicList I) Method • I 
1*----------------------~--~---------------------------------------•/ 
I* This method creates the topic label and the topic list. The ~; 
I* two components are then added to the frame. ...1 
/*=================================================================rl 
public void Create TopicList () { -
II Create topic name label 
TopicName_Label ne·,; Label ("Topic Of Discussion"); 
add(TooicName Label); 
TopicName Label. reshape (insets {) .left + 17, insets ( r . top 
+ 5,130,13); 
II Now create the topic list 
TopicList = 
add fTopicList l ; 
TopicList.select(O) 
new List{); 
I I Select the 1st Item in the Topic 
II List as the default 
TopicList. reshape (insets ( J .left + 24, insets { J • top 
+ 24,/*190*"/250,1001; 
} II Create_TopicList(J method 
1*================================================================= ... 1 
I* Create_ReplyList{) Method */ 
1*-----------------------------------------------------------------*"/ 
I* This method creates the reply label and the distussion list. *I 
I* The two components are then added to the frame. *I 
I·=================================================================· I 
public void Create_ReplyList() 
{ 
II Create the reply name label 
Reply Label = new Label(nDiscussions"); 
add (Reply Labell; 
Reply Label.reshape(insets{) .left+ 28S,insets{) .top 
- +5,90,13); 
/1 Now create the discussion list 
ReplyList = new ImageListBox(); 
ReplyList.reshape(insets{) .left+ 32B,insets() .top 
+ 25,298,111); 
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add IReplyList); 
II Set the back')!OUnd of the di~cut::~.:iun lit.:t to b1! ·11hiu: 
II color 
Pep! yL i st . ::;':!t Background {Col or. whit~ J ; 
Rep I yLi st . setCombol"!ode If a! se) ; 
Rep 1 yLi st . setRO'IISToSho-..,. I 0) ; 
ReplyList.setSho~HorizontaiScroll rtrueJ 
ReplyList .setSho~t.:Vert 1ca !Scroll I true); 
Rep I yLi st. setBorde!"Type ( symantec. i tools . awt 
.ImageListBoz.BOP.DEP._P.EGULAP.J; 
Rep 1 yLi st. setCe l18orders I fa 1 se J ; 
Repl yList. setDefaul tEnab1 edTeztColor I ne·,; Color I o J J ; 
ReplyLi st. setDi sabledTeztColor lne-,; Color f 0 J I ; 
Repl yLi st. setListBoxFont ( ne..,.. j a·Ja . a·,;t. Font ( "T imes?:oman" 
, ja·Ja. a·,;t. Font. PLAIU, lSJ J; 
} // Create_ReplyList!l method 
I·=================================================================· I 
j• Check Buttons() Method •; 
/•-----------------------~-----------------------------------------•/ 
!• This method disable the Submit Opinion' & Change Opinion' •f 
/* buttons ·.-:hen the frame is first. loaded. To do this choecJ.:ing, ·..:-: .. / 
/* require one of the field on the main interface to test. */ 
/* Since all the opinlon poll results h.:;.·;e to be displa-;ed .. / 
/* together an:_:-·,;ay. If the Total field is not emptj·, ·,_•e Y.nm: tha;: .. / 
/• the user has selected a discussion name to subm1t an opinion. •/ 
/*=========-============================================-===-=====-·! 
public ·;-oid Check_ Buttons ( J 
( 
II Contains the content of the Total number of participants 
II field for testing purposes. 
String TotalField ,, ". 
' 
II Retrieve data on the total number of participants. 
Total Field Total_Field. getText ( J ; 
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II Jf the field is cmpt[, di!;able b{Jth the pol J inq t>[nu-::-rn 
// buttons since data har; not bc:~.::n reLri(!'/eU. Uther·,,j~;r"·, 
II enable both the buttonn. 
if (Tota!Fie!d.cquals("")) 
// Disable the t'.·JO button:.; first 
Submit Opinion Button.disable(); 
Change=Opinion=Button.disable(); 
I I if 
else 
( 
I I Othen...-ise enable the buttons 
Submit_ Opinion _But ton. enable (} ; 
Change Opinion Button. enable(); 
II else- -
} // Check_Buttons{J method 
f•===•===•==••=====================··=·=========··==·===•==•==••==··l 
I* Manage Buttons() Method •1 
/*------------------------~----------------------------------------·1 
/* This method manages the "Submit Opinion" & "Change Opinion" "/ 
/* buttons according to the polling data is recei·ted from the "/ 
I* server. It determines if the user should be allo·,;ed to submit •/ 
/* their opinion again. For instance, if all ten participants ha·/e"/ 
/* submitted their opinion then nobody should be allNJed to submit•/ 
/* their opinion again. "/ 
I*=================================================================" I 
public void Manage_Buttons{J 
( 
II Used to store the total number of participants 
String TotalField ,, ". 
' 
II Retrieve data on the total number of participants. 
TotalField Total_Field .getText (); 
I I Data retrieved from the NewsGrplconvote frame are string 
II data thus we have to convert them to integer value before 
II comparing them as numbers. 
int Total 
int Voted 
int NotVoted 
• 
= 
Integer.parseint{TotalField); 
Integer.parselnt{Voted_Field.getTextl) ); 
Integer.parselnt 
(NotVoted_Field.getText()); 
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II Check if data an:~ updalr:d to lhf~ Tc ... r:;.l fifoJd. If lll•~ 
II field jg empty, di:;able thr: p0ll ing butt<~n:.J. 
if (Total Fie !d.equa I g ( '"') l 
( 
} 
else 
II If the field is emptf, diiHible both button:; 
Submit Opinion Button.disable{J; 
Change-Opinion-Button.disable(J; 
- -
I I Disable the "Submit Opinion" button if total number 
II of people is equal the number of people 'Joted.lf it's 
II equal, then e·1eryone has '/Oted so display an error 
II message. 
if (Total ="' Voted) 
( 
SYSTEM MESSAGE ("You have already voted. Clid: 
- Change_ Opinion to change your 'JOte"); 
I I Disable the "Submit Opinion" button so that the 
II user cannot clicked it. 
Submit~ Opinion_ But ton. disable {) ; 
Change_Opinion_Button.enable(J; 
I I if 
else 
II 
II 
II 
II 
II 
if 
{ 
Disable the "Change Opinion" button if the number 
of people who ha•:e not ·.rated is equal to the 
total number of people taking part. In this case, 
we disallov: anyone to change their opinion since 
no one has voted 
(Not Voted == Total) 
SYSTEM_MESSAGE("No one has voted yet, 
You cannot change your vote.") ; 
I I Disable the "Change Opinion" button so that 
II the user cannot click it 
Change Opinion Button.disable(); 
Submit=Opinion:Button.enable(); 
} // if 
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} // else 
11 \oJiwn the tn:en.l ~1rr~ a.!!r;wr~d r~o rJu!Jmit dn 
II opinion or cll<ltH .. Jf~ t.ht";ir pr(!'Jiow; 0nr~. 
if (Voted.-. Total) 
I /1 Enable both button:> 
Submit_Opinion_Button.enablel/ 
Change_Opinion_Button.enabJ~(/ 
1 11 i' 
} II Manage_Buttons(J method 
1*======================~==========================================*1 
/* UpdateTopicListCall() Method *I 
/*-----------------------------------------------------------------*1 
/* This command sent the command to the server requesting it to "'I 
I* send the topic names to the client so that the topic list can *I 
I* be updated. ..1 
I·=================================================================· I 
public void UpdateTopicListCall() 
I II User action code number •5' is the command to update the 
I I topic list 
User Action = '5'; 
ExecuteCommand(); 
II Set Current User Action 
II 
II 
Connect to the server & 
the topic names 
} II UpdateTopicListCall () Method 
retrieve 
I*===========·=====================================================* I 
I* CheckTopicList(String) Method *I 
l*-----------------------------------------------------------------"'1 
I* This method checks if the topic list is empty,if it is, the *I 
I* user is not allowed to create a discussion since there is no *I 
I* topic name to relate to. Therefore the "Create Discussion" •I 
I* Button should be disabled. Otherwise, allow the user to create *I 
/* a discussion name. *I 
1*========:=:======================================================*1 
public void CheckTopicList{String TopicOfDiscussion) 
{ 
II Contains the command to the server to create a discussion 
I I name 
String Create_Reply_command 
TopicName 
"Create_Reply", 
"";II Contains the topic 
II name under which 
II the discussion 
II name is created 
II Assign the topic of discussion name to local variable 
TopicName TopicOfDiscussion; 
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II If then~ is nothing in tlH! topic li~;t, tb(:n din;,blf~ 
I I the "Cn:ate Di r;cuf;~;io!l" butt. on. 
if (TopicHame"-"'llUliJ 
I 
Create DiucusBion Autton.disable(); 
Sys t.ern!-lsq_F i e I d. s~t'l'ext ( "P 1 eas(~ c rua tf~ a Topic 
of Dir;cussion Fin,;t"J; 
} I I if 
else 
I 
SYSTEM MESSAGE {"Please ~~a it. Loading Qj scussion 
- Dialog Box ... "); 
II If the topic list is not empt:r then allo·N the user to 
II create a discussion. Load the C~eate_Reply4 frame so 
II that the user can create a discussion name. 
Create_Reply4 Reply ne·" Create_P.epl:/4 
(NewsGrpSod:et , Create_P.epl 'J _Command, TopicUame J ; 
Reply. show {I; 
I I FIRST hide & dispose parent We·~;sGrpiconVote) frame 
this. hide I l ; 
this.dispose(); 
} II else 
} II CheckTopicList(String) method 
/*=============================~==================================='I 
I* UpdateTopicList() Method •1 
1*-----------------------------------------------------------------*l 
I* This method will update the topic list with the topic names •1 
I* that is retrieved from the server. .. I 
I*=================================================================· I 
public void UpdateTopicList(String Updated_TName) 
( 
StringTokenizer 
String 
Tokens; 
Topic_Names = ""· 
' 
I I First clear the previous data in the topic list 
TopicList.clear(J; 
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II Get updated diBcuuaion narnr~u t:hat_ !B rwpE:ral:ed bt 'II' 
II C'hat·. 
Tokens new StringTokt::nizr:r(Updatr:d TIJ<Jtne, "II"); 
\Vh i I e (Tokens. hasf1oreToh~tHl ( J ) 
{ 
I I Get next topic names 
Topic_Names ~ Tokens. next ToY. en (); 
II If the topic names are not retrieved correctly from 
II the c.Jjent a null value will be diaplayed, •t~e do not 
I I 'Nant to display that on the topic list. 
if (Topic Names.equals("null") II 
Topic Names = null) 
System.out .println ("NULL value will not be 
added to TopicList"J; 
} // if 
else 
{ 
II Add the topic names to topic list 
TopicList. add Item (Topic IJames) ; 
} II else -
I I while 
II Select the First item in the topic list 
TopicList, select (0) ; 
II UpdateTopicList(Stringl method 
1*=:======================================~========================*1 
I* UpdateReplyList(Stringl t-lethod */ 
/*------------------------------------------------------------- ·---*/ 
/* This method will update the discussion list ·.-:i th the discussion• I 
/* names that is retrieved from the ser·;er. Since the discussion */ 
I* names retrieved are seperated by 'II' char, ·~:e have to get each "'I 
I* discussion names using Tokens and update the ReplyList with the* I 
I* discussion names. The data retrieved from the server tells us +j 
/* the image name associatPd with each discussion names created,so+l 
/* we must retrieve it too. +I 
1*==============:==================================================+1 
public void UpdateReplyList(String Updated_RNames) 
( 
StringTokenizer Tokens, 
MyTokens; 
II The Reply_Names string contains the following data string 
I I "Discussion name" ImageName" 
String Reply_Names = 01 II 
II Contains the discussion name excl~ding the ImageName 
Final_RName = "" 
II Contain~ the image name necessary for display in the 
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II lmageList object 
JmageNam!! 
II Contains the absolute UPL to the r=rnileJ image;. 
Hod i f i ed I mg!Jame "" 
//The directory where the r;rnilef image residt;:s 
1mageLocat icm = "http: //krakatoa. fste. ac. co;.1an. edu. au/ 
Images/Thesis_ I mages/lie·.;_ Co 1 or I"; 
II ~irst clear the previous data in the replf list 
ReplyList .clear{); 
II Inform user if the topic name does not contains anJ 
I I discussions. 
if (Updated_RNames.equals{""J l 
{ 
SYSTEM_MESSAGE ("This Topic DOES NOT cant a in anJ 
discussions."); 
} I I if 
//Get Updated discussion names that is seperated by •;• char. 
Tokens • new StringTokenizertUpdated_.P..Names, ";"); 
while {Tokens. hasMoreTokens ()) 
{ 
II Get next discussion names 
Reply_Names = Tokens.nextToken{); 
System.out.println("ORIGINAL Reply Name= " + 
Reply_NamesJ; 
II Seperate the discussion Names from image Name before 
II adding to the discussion list. The discussion names 
II is stored using the following format Discussion 
II name-ImageName (E.g Good_Design-o·..rerjoyed.gifl, 
II whereby the ImageName contains the smiley that the 
II user wants to protray together with his/her text 
II response. Get the discussion names & image names 
I I seperated by '' -" char 
MyTokens new StringTokenizer{Reply_Names, "-"); 
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// The code below seperate the discussion name from the 
// image name seperated by 11 - 11 char so that the image 
// location can be obtain to retrieve the image to be 
// display in the ReplyList (an ImageListBox object) 
while(MyTokens.hasMoreTokens()) 
{ 
Final_RName = MyTokens.nextToken(); 
if (MyTokens.hasMoreTokens()) 
{ 
String Temp MyTokens.nextToken(); 
// Alert the program if the user did not select 
I I any smiley 
if (Temp.equals ("NO_DATA")) 
{ 
ImageN arne Ill!; 
System.out.println("User did not select 
Image ! 1 ! 11 ) ; 
} //if 
else 
{ 
// Otherwise, assign the image name to 
II ImageName variable 
ImageN arne Temp; 
} //else 
I /if 
//Put the value into the ImageTable Property Table 
// so that we can associate the correct discussion 
//name to the image name. 
ImageTable.put(Final_RName,ImageName); 
} I I while 
II Now we can add the item & smiley image to discussion 
// list. First, get the absolute URL path to the image, 
II then add the image to the discussion list. 
ModifiedlmgName = ImageLocation + ImageName; 
addlmage(ModifiedimgName, Final_RName); 
233 
AI'I'E:"'mx 11: Stn:•u·.:C<mt: ICI.IE:\'TSiut:l 
II Initialise the Vi!riabler; after iL h;H; been <H.ldf:d Lr; 
II the list. 
F ina 1 RNa me 
ImageNarne 
} // while 
"". 
"". 
' 
II Select the First Item in the discussion list 
ReplyLlst.select(O); 
} // UpdateReplyList(String) method 
1·=================================================================·1 
/* add Image (String, String) f'lethod "'/ 
1•-----------------------------------------------------------------•l 
/* This method retrieved the required images from the U?.L gi·J'en. •f 
/* Since this program uses a frame,the Toolkit.getDefaultToolkit(J~/ 
Jw method is used. */ 
I*=================================================================~ I 
public void addimage(String ImageLocation, String name/ 
{ 
URL ImageURL; 
try 
' 
', 
ImageUP.J. 
r-tyimage 
) II try 
ne·..,. UP.L (ImageLocationJ; 
Toolkit.getDefaultToolkit() 
.getimage(ImageURLJ; 
catch(MalformedURLException e) 
l 
System.~ut.println(e.toString(ll; 
} II catch() 
Media Tracker tracker= new MediaTracker(thisl; 
II Add the images to the MediaTracker one at a time 
tracker.addimage(Myimage, 0); 
try 
{ 
II Wait for all the images to be loaded 
tracker.waitForAll(); 
) II try 
catch(InterruptedException e) 
{ 
System.out.println("Not All images are loaded " + e); 
) II catch 
II Finally, add the images to the discussion list 
ReplyList.additem(Myimage, name}; 
} // addimage(String,String) method 
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J•~=====~a=m=~~~=•~===~=~~~2s~a=~ ------
/* dCI.iO!!() /<lf!thr;rl 
I • 
/• Handles .J! L the menu e•JentB 
/*======:=•===~==••a===a=~B=~-~~=•~=~~=~=~=~~~~-~~~===~=~=:~~=· 
public boolean action(Event c·;ent·, Obj(o~t a1·gJ 
I 
I 1 Handles the Menu e•Jent 
if (event.target instanceof /1enultem) 
I 
String label = (String)arg; 
if ( 1 abe 1 . equals IgnoreCase ("Create &Topi.c") J 
I 
II 
II 
User action code 
create the topic 
number '1' is the comm;;.nd to 
name 
'I 
. I 
•/ 
• I 
•! 
User Act ion = '1'; II Set Current User Action 
II Inform the user that the system is loading up the 
/1 Topic name frame. 
SYSTE/>l~HESSAGE{"Loading Topic Dialog Box. Please 
be patient ..... "l; 
ExecuteCommand(l 
return true; 
II Connect: to :he se~·:-.:~ 
i I and send the dat3 
) I I if 
else 
if {label.equalsignoreCase!"Create &Discussion")) 
I 
II User actio~ code number '2' is the command to 
II create the discussion name 
User~Action = '2 ' ; II Set Current User Action 
System. out. print In ("Create P:eply option 
selected"); 
II Inform the user that the system is loading up 
II the discussion frame. 
SYSTEM_MESSAGE ("Loading Discussion Dialog Box. 
Please be patient ..... "l ; 
II Connect To Server and send data 
ExecuteCommand(); 
return true; 
I I if 
else 
if (label .equalsignoreCase ("&About" l) 
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II Load the About dialog box and inform the 
// user of current action. 
SYSTEM MESSAGE("Loading About Dialog Box. 
Please be patient ..... "); 
selectedAbout(); 
II Inform the user that the About dialog box 
II is loaded. 
SYSTEM MESSAGE ("About Dialog Box has been 
loaded."); 
return true; 
I I if 
else 
if (label.equalsignoreCase( 11 E&xit")) 
{ 
II Inform the user that the system is 
II loading up the Exit dialog box. 
SYSTEM MESSAGE("Loading Exit Dialog Box. 
Please be patient ..... 11 ); 
selectedExit (); 
II Inform the user that the Exit dialog 
II box is loaded. 
SYSTEM_MESSAGE ("Exit Dialog Box has been 
loaded"); 
return true; 
II if } II Handles Menuitem event 
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II Handling the l,ist e•1ent 
if (event.taJ-get instancf!of Lint) 
{ 
I I Handle::; topic l ir~t 
if (event.target == TopicLi!;L) 
{ 
I I user act ion code number '3' is the command to 
II update the topic list 
User Act ion "' ! 3 I ; II Set current User Action 
II clear all the fields to display next data. 
Author_Field.setText(""); 
Date Field.setText(""); 
TotaT_Field.setText(""); 
Voted_Field.setText(""); 
NotVoted_Field.setText(""); 
InFa•Jour Field. set Text (""); 
Against Field.setText(""); 
ReplyCoiltent Field.setText(""); 
SystemNsg_Field.setText(""); 
II Connect to the server and send data 
ExecuteCommand(l ;} 
} II if instanceof List 
II Handing the Discussion list 
if (event.target instanceof ImageListBox} 
{ 
if (event.target == ReplyList) 
{ 
II Get the discussion name when the user clicked on 
II the ReplyList(which is the discussion list} Match 
II the selected discussion name in ImageTable 
II property table to find out the related image 
II name. This is necessary for the program to locate 
II the matching discussion name in the server. 
Reply_Name ReplyList.getitem(ReplyList 
.getSelectedindex()); 
II Once user has selected a discussion name, use the 
II name to locate the associated image Name in 
II ImageTable 
Image_Name = FindimgName(Reply_Name); 
II user action code number '4' is the command to 
II update the discussion data on the main frame. 
User Action = I 4 I ; II Set Current User Action 
II Connect to the server and send data 
ExecuteCommand(); 
return true; 
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} I I if 
II if instanceof ImageListBox 
I I Handling Button:; Objects 
if (event.tar-get instanceof Buttoni 
{ 
if (event.arg.equals("Submit Opinion")) 
{ 
II Inform the user that the system is loading up the 
II Opinion polling system. 
SYSTEM MESSAGE("Loading OPINIO!l POLL Dialog Box. 
- Please be patient ..... "); 
I I Since user clicked the "Submit Opinion" button, 
II this indicates that this is the FIP.ST TI!.I!E user 
I I is giving opinion 
VoteStatus "first_Time"; 
II Get the topic name to be displayed in the Opinion 
I I Poll frame 
String Selected TI-Iame "' TOpicList 
.getSelecteditem(); 
I I \'lhen sending data to VoteWin2 class, send the 
II discussion data as well so that the 
I I discussion file can be updated to reflect neiJ 
I I changes. 
Votel-1in2 OpinionPoll; 
OpinionPoll = ne·,.; vor:eWin2 (Selecred_TIIame, 
Da taTo _ OpinionPoll, Discuss ion, 
Reply _FName, Tor:al_Number, 
Voted, Nor: Voted, InFa•;our, 
Not InFavoU:r, VoteStar:us, Initial Vote); 
OpinionPoll.show{); 
I I Dispose and hide the windo~ once data is handled 
this.hide(); 
this.dispose{); 
return true; 
} I I if "Submit Opinion" 
else 
if (event.arg.equals ("Change Opinion")) 
{ 
II Inform the user that the system is loading up 
II the change Opinion frame. 
SYSTEM_MESSAGE{"Loading OPINION POLL Dialog Box. 
Please be patient ..... ") ; 
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// Since user clicked the 11 Change Opinion" 
II button, this indicates that this is NOT the 
if first time the user is submitting an opinion 
VoteStatus 11 Second_Time"; 
II Get the Topic name to be displayed in the 
II Opinion Poll box 
String Selected TName TopicList 
.getSelecteditem(); 
Change_OpinionBox ValidateBox; 
ValidateBox = new Change OpinionBox 
(Selected TName, 
DataTo_oPinionPoll, Discussion, 
Reply FName,Total Number, 
Voted~Not_Voted, inFavour, 
Not InFavour,VoteStatus); 
ValidateBox.show(); 
II Dispose·& hide the window once data is handled 
this. hide() ; 
this. dispose() ; 
return true; 
} II if "Change Opinion" 
else 
if (event.arg.equals ("Create Topic")) 
{ 
II User action code number '1' is the 
II command to create the topic name 
II Set current User Action 
User Action= '1'; 
System.out.println("Create Topic option 
selected"); 
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I I if 
II Inform the user that the system is 
II loading up the create topic frame. 
SYSTEM MESSAGE("Loading Topic Dialog Box. 
- Please be patient ..... 11 ) ; 
II Connect to the server and send data 
ExecuteCommand(); 
return true; 
II if Create Topic 
else 
if (event. arg. equals ("Create Discussion 11 )) 
{ 
II User action code number '2' is the 
//command to create the discussion name 
// Set Current User Action 
User Action= '2'; 
System.out.println("Create Reply option 
selected") ; 
II Inform the user that the system is 
// loading up the Discussion frame. 
SYSTEM MESSAGE("Loading Discussion Dialog 
-Box. Please be patient ..... "); 
// Connect to the server and send data 
ExecuteCommand(); 
return true; 
} // if "Create Discussion" 
II If the event received by handleEvent is not the 
II appropriate event, call the superclass handleEvent to send 
II the event to the appropriate event handling method. 
return super.action(event, arg); 
} I I action 
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I • 
I• 
h,ond}(~E·Je!l! ( 1 l"'f~tllDd 
1• This m~thod handles til.-:- '.Ji!Hl'"r"' e'J(:Ill. •/ 
/•m=====~===~==~===~==~~~~~==~~=;~~==~~=======~~~==~==~~~==~;~~-~==•/ 
pubi ic boo I ean hand I eS·:ent ( E•J(:!lt e·u~nt J 
{ 
if (e\·ent. id == E'lent.I-IIUDO\-l DESTPO'l) 
{ 
II Inform the user that the s·;stem is lc.ading ~p the 
II Exit dialog box. 
SYSTEM MESSAGE("Loading Exit Dialog Box. Please be 
patient ..... "); 
II Prompt user if they wish to quit the program. 
selectedExit:. (): 
return true; 
} I I if 
II If the event received by handleE·.rent is not the 
II appropriate event, call the superclass handleE·Jen:: to 
I I sendd the event to the appropriat e·1ent handling me;::hod. 
return super. handleEvent (event) ; 
} // handleEvent() method 
/*=================================================================·! /* FindimgName{String) t-lethod */ 
/*-----------------------------------------------------------------*/ /* This method will locate the Image name associated "'ith the */ 
/* discussion name selected by the user in the discussion list. */ 
/* The image name is necessary because it · ... ·ill be combined into *I 
/* the string format •'ReplyName-ImageName" */ 
/* (E.g Excellent_Design-Smiley.gifl so that they can be sent to •/ 
/* the server to locate the correct discussion name. */ 
/* NOTE Reason for this is because the discussion name in both */ 
/* the Reply List.txt & Topic?.txt files have been saved */ 
/* in the "ReplyNailie-ImageName" format */ 
/*=================================================================*/ 
public String FindimgName(String RNameToSearch) 
{ 
String ImageFound "". 
' 
// Check if discussion name given is empty 
if (RNameToSearch.equals {"")) 
{ 
system.out.println("ERROR ! ! ! Discussion name selected 
by user is not available ! ") ; 
} I I if 
else 
{ 
ImageFound = 
} II else 
ImageTable.getProperty{RnameToSearch, 
"ERROR IMAGE NAME CANNOT BE FOUND ! ") ; 
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retun1 lmageFound; 
II Find!mg!larne(Strinql method 
I • "'"'"'""'""'"'""'"'"'""" ""="'""' = """=."" ~ == = """'"" "' """"'""'"""'"'"""' """ """'"''" = "'"""""-" '"'= -~"· •f 
/• se I ectedAbout () !<let hod •/ 
!···--·----- ···--- ------ •f 
!• This method is trigget·ed ·,.;hen the user sr::lected the About menu •/ 
/• option. •/ 
(········=····============·=====•=====·=·===••======···==·===·===·=·! 
public void selectedAboutl) 
( 
About Box CallAboutBox; 
CallAboutBox = neA· AboutBox(thisJ 
CallAboutBox. sho· ... · ( l ; 
} I I selected.About { l method 
/*===========================================================~=====·/ 
/* selectedExit() Method --; 
f•-----------------------------------------------------------------•1 
/'* This method is triggered ·.-.;hen the user select the Exit menu */ 
/'* option. Note that the program ·,:ill prompt the user before it */ 
/* attempts to terminate the program. •! 
1*===============~=========================================·=====--·J 
public void selectedExit () 
( 
Quit Box callQuitBo:-:; 
CallQuitBox,. ne•,.,• QuitBox(thisJ; 
CallQuitBox.show(); 
} I I selectedExit {) method 
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/* Connect() Method •/ 
/•-- ··----- -•! 
;~· This method establish the connection bet•m::r;;:n the cl iE:nt and the•/ 
/* sct·ver using the port that i:J npecified at the beginning of Lhr~~; 
/* pt·ogram. •f 
/*======m=============•===•==~===•====~======================••====•/ 
public void Connect ( J throws lOExcepU on 
I 
NewsGrpSocket 
FromServer 
ToServer 
} I I connect () method 
new Socket(Hostname,NewsGrpPort); 
new DatainputStream 
(NewsGrpSocket.getlnputStream(J); 
new PrintStream(new DataOutputStream 
(NewsGrpSocket .getOutputStream ()) ) ; 
!*=================================================================*/ 
I* Disconnect() Method */ 
l*-----------------------------------------------------------------*1 
I* This method disconnect the socket connection between the client*/ 
I* and the server, *I 
/*=================================================================·/· 
public void Disconnect() 
I 
try 
I 
NewsGrpSocket.close(); 
I I try 
catch(IOException e) 
{ 
) 
System.out. println ("Error Closing the Socket" 
+ e. toString ()) ; 
II Disconnect() method 
I*=================================================================* I 
/* show() Method */ 
1*-----------------------------------------------------------------*/ 
I* This method display th~ main interface for interaction with the*/ 
I* user. Note that the move() command also set the position of the*/ 
I* program on the screen. *I 
/*=================================================================*/ 
public synchronized void show() 
{ 
move(SO, 10); 
super. show () ; 
} I I show () Method 
!*=================================================================*! 
/* ExecuteCommand() Method */ 
/*-----------------------------------------------------------------*/ 
I* This method is one of the most important in the program. It */ 
/* sends the client request (Command) to the server. Thus the */ 
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j• server known what ta!JI-: to t:iHr"'; out Tlrin 111r~t/Jud drJr.•!! nr;l •/ 
;• n.~tr·ieve the topic names ur dif:;cunuiolz nilnlr,t; t.rJ upil;Jt.r· tt1ro '/ 
j• r·espective lifJt. Thin in dom~ unimJ tlze IJpdat•oTr.ipir:J,int_IJHI•~ti!Vi"/ 
;• "'"""""" "'"'""'"'"'" ""'"'"'"''"'"'""""'"'"", ,-,'"' """~, "'"" '"" = -, "'""0-, _. ~- __ ,-,"- .,.. --,. -~ ---- =- ,. • I 
pub! ic void 
( 
string 
ExecuteComrnand 1) 
DataF'romsvr 
TN a me Selected 
-
"" 
0 "" 
// 
II 
II 
II 
Oat~ ncnt to ll~r~er 
client 
Topic namt.': iJr!lr!r:tJ!d by 
user in tht: top i r: 1 i ;-;t 
TList _String 0 "" I/ Command to ser-;er + Topi •: 
//name select<;!d in topic list-
RNa me Selected 0 
-
"" // 
II 
II 
Discussion name 
bJ use:r in the 
list 
!ielr::cted 
discussion 
II Command to server+ discussion name selected in 
II the discussion list 
RList_String "" 
II Discussion names retrieved from the ser?er 
Retrieved RNames= "" 
I I Discussion 
Reply_Data 
data and its contents 
"" 
II Topic Names to update topic list 
TopicList_Data = "" 
II Command String to inform server of requested 
I I operation 
Create_Topic = 
Create_Reply = 
TList_Selected = 
RList_Selected = 
Update_TopicList= 
"Create_Topic" 1 
"Create Reply" 1 
"TList_Selected", 
"RList_Selected", 
"Update_TopicList"; 
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try 
{ 
Connect(); // Request for a connection 
while ((DataFromSvr = FromServer.readLine()) !=null) 
{ 
// If the 'Welcome' message is received, the server 
I I is ready 
if (DataFromSvr.startsWith("Welcome")) 
{ 
II Determine current User Action 
System. out .println ( 11 User Action = 11 
+ User_Action); 
switch(User Action) { -
case '1' II Create the topic name 
SYSTEM MESSAGE("Please wait. Loading 
- Topic Dialog Box ..... ") ; 
/1 Call Create_Topic class. Sending 
II Command+ Topic Name entered by 
// user to Server 
Create Topic4 Topic = new Create Topic4 
(NewsGrpSocket,Create_TopiC); 
Topic. show() ; 
II FIRST hide & dispose parent frame 
this.hide(); 
this. dispose() ; 
break; 
case '2' II Create the discussion name 
SYSTEM MESSAGE("Please wait. Loading 
DiscusSion -Dialog Box .. ... 11 ); 
// Get discussion name from the User 
String Topic_Name TopicList 
.getSelecteditem(); 
system.out.println{"Item Selected in 
TopicList =" + Topic_Name); 
II 
II 
II 
II 
II 
II 
After the List has been updated, 
check if the Topic list is empty. 
If it is, then the user are not 
allowed to create a discussion. The 
reason why the checking is done 
here is because the 
// "Create Discussion Button" has to 
II be created first for the 
II CheckTopicList() method to access it. 
CheckTopicList(Topic_Name); 
break; 
II Update the discussion list of the topic 
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II name :::f:'lectf!d 
... "J. 
II Peset. th<: !!JF/,VOUP & M;/,1/l~;T fif,Jd~~ t.o 
II nP-utral when the TopicList i~; sf:'!f!cu~d 
II again. This code implf:'ment~; th•: c0l0r 
II scheme used in the polling Sfstem. 
JnFavour_Field.setBacY.ground 
(Color .1 ightGra;J; 
Against_Field.setBackground 
(Color .1 ightG:ray); 
TUame_Selected TopicList 
.getSelecteditem(); 
TList_Scring = TList_Selected 
TName_Selected; 
I I Send the data to the ser·.rer. 
Toserver .println ITList_ String); 
+ " ... , + 
II Assigned the data from server to 
II local variable 
Retrieved_P..names = FromSer..rer. readLine ( J; 
II Update the P.eplyList with discussion 
II names. 
II Clear the P..eplyList first 
ReplyList.clear{); 
UpdateReplyList(Retrieved_RNames); 
II Inform server that work is done. 
ToServer.println("EnC. work"); 
II Lastly, check that if the ReplyList 
II has items in it. Change the remarks 
II made earlier in SystemMsg_Field. 
if (ReplyList. getSelecteditem () == null) 
{ 
SYSTEM MESSAGE ("Loading Discussion 
- Titles ..... "); 
} I I if 
else 
{ 
SYSTEM_MESSAGE(""); 
SYSTEM_MESSAGE ("Discussion Titles 
Loaded."); ) II else 
break; 
II Load the discussion data of the 
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..\l'l'f:..,lll\. U: Stll RtT ("11111: l("l_lf:, I ._mf:l 
S '!'STP.l~ _ /olf·:s~;{,r ;F; f "!• I ~:it~; r: '•li-t i t. . I ,•-1;1 d i fiCJ 
!Ji~;cu:::;i•:..nr: ."1; 
I I t'\ss i qn d i :JCIJS!l i •Jn n;HW! r;~, l f:•:t:•~d Lj II 
use 1· f rem G I oba J t.r__. Lu~:a I ·tar i ah J <:: 
I I to be sent to s":r'H:r 
RHame Selected " PeplJ !lam<:: .. "·-" 
• lmago::_Uame; 
RList_Strir.g " P.List: S<c:1'.::r:t<::d • ,.•" 
+ Rllame Selected; 
I I Send the data to the ser-te:r 
ToSer·1er. print ln ( P.Li st_St: ring J ; 
II Check that FromSener.readLine!) 
II IS!=NULL 
P.eply_Data = F:romSer·ter. readLine () ; 
II Since discussion Data comes in one 
II string, ·;:e ha·;e to di·;ide them to 
II their r-especti·;e positicn for 
II displai'· Organize the data and 
II inform user that the 'J:ork is done. 
Organize_RData (Repl:I_DataJ; 
ToSer-;er.printlni"End \·lorY.."); 
II IE one of the fields contains data, 
I I that means that the da-::.a has been 
I I loaded, so remove the remarks from 
II the System:r1sg_Field. 
SYSTEM MESSAGE ("Discussions loaded.") 
break; 
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II Update the topic list 
case •s• 
II Send the command to the server. 
ToServer.println(Update_TopicList); 
II Check that FromServer.readLine() 
II is !=NULL 
TopicList_Data FromServer.readLine(); 
// Since discussion data comes in one 
II string, we have to divide them to 
// their respective position for 
II display. Update the topic list and 
II inform the Server that work is done. 
UpdateTopicList(TopicList_Data); 
ToServer .println ("End Work") ; 
break; 
default : 
System. out .println ("No Action made by 
User"}; 
break; 
} II switch 
} I I if 
else 
{ 
// If the client's request is completed, 
// disconnect the connect with the server. 
if (DataFromSvr.startsWith("Bye 11 )) 
{ 
else 
{ 
II Close the socket connection. 
Disconnect(); 
String SvrTemp2 = DataFromSvr; 
System.out.println( 11 SvrTemp 2= " 
+ SvrTemp2) ; 
Disconnect() ; 
break; } II else 
II else 
Disconnect(); 
break; } II while 
/1 Disconnect from Server 
} I I try 
catch(IOException e) 
{ 
System.out.println("Error connecting to the Server \n" 
+ e.toString()); 
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} I I catch 
fifh1l!y 
I 
Disconnect ( 1 
II ltlitialise the Uger action for n~zt entry 
Uner Act ion -
1/ finallt· 
} If ExecuteCommand() method 
1*=================================================================-1 
I* Organize P.Data() Method -1 
!•-~----- ---·- ------------- -~--- ----------- ---·· ---------------------I 
I* The discussion data sent by the client comes as ONE string.The, .. l 
!• are divided bt• the'#' char E.g. "TName#R!Iame;;Date". This •/ 
I• method di· .. ·ides ::he string into "logical" chunks sc that the -; 
I'* discussion data can be displayed to its rele'Jant position for -; 
!• the user to understand. • 1 
!• NOTE : The User's ?.epl:_.r is further modified to replace the -1 
I• '•' char .... -ith the '\n' char. •1 
1*=================================================================-1 
public void Organize_RData(String ?.eply_Datal 
( 
II To Divide discussion data String into logical chunks 
StringTokenizer Tokens; 
I I ~laximum number of discussion data to store 
int MaxNumbers 9; 
II Used to detect fields with no data 
string No_Data_Tag "NO DATA", 
II Contains the Author's Name 
User_Field = "" 
II Contains the discussion date 
RDate_Field "" 
II Contains the actual discussion edited by 
I I user 
Reply_Field = "" 
II Contains the program's Modified 
II discussion for display purposes. These 
II data is needed for the opinion polling 
II system. It is stored as a single string 
II since they have to be passed on to the 
II Vote Win2 class for calculaton purposes 
Modified_Reply = 
"" 
II The file name that stores this discussion 
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String 
Reply_FileName !Ill 
II Total number of people participating 
Total Ill! 
II Number of people who have submitted their 
II opinion 
Number Voted 1111 
II Number of people who have not submitted 
II their opinion 
Number Not Voted Jill 
II Number of people in favour of the 
II discussion 
Number InFavour Jill 
II Number of people against the discussion 
Number Not InFavour 
Replyinfo [] 
!Ill. 
' 
new String[MaxNumbers]; 
if (Reply_Data !~ null) 
{ 
try 
{ 
Tokens new StringTokenizer(Reply_Data, 11 #"); 
for (int i=O; i<MaxNumbers; i++) 
{ 
if (Tokens.hasMoreTokens()) 
{ 
Replyinfo[i] Tokens.nextToken(); 
System.out.println( 11 Replyinfo = n 
+ Replyinfo[i]); 
} I I if } II for 
II Updates all TextFields with Respective Data 
250 
II Set the Pieldu to be diFJplayr::d 
User Field 
RDare Field 
P.eply~yielcl 
Reply_Fi.leNarne 
Total 
Number Voted 
Number _Not Voted 
Number _I nFavou r 
Number~Not InFavour ~ 
Peplflnfo{O); 
J~ep I yin f o! I] ; 
Heplflnfo]2]; 
Rept·;Jnfo[)]; 
Replylnfo{4); 
Replylnfo[5]; 
Replylnfo[6]; 
P.eplyinfo [7]; 
Replyinfo[B]; 
II Assign data for the opinion poll to global 
II variables so that they can be passed to the 
II VoteWin2 class for calculation. The 
II Integer.parselnt(String) is used to convert a 
I i string object to an integer object. 
Discussion 
Reply FName 
Total-Number .. 
Voted = 
Not Voted "' 
InFavour "' 
Not InFavour= 
Reply_Field; 
Reply FileName; 
Integer.parsernt(Total); 
Integer.parseint(Number Voted); 
Integer.parseint(Number-Not Voted); 
Integer.parseint(Number=InFavour); 
Integer.parseint 
(Number_Not In Favour); 
I I Arrange all discussion data into a single string 
II so that they can be updated to the discussion 
II file to reflect the Opinion Poll result 
DataTo_OpinionPoll = User Field + "#" 
+ Rnate Field; 
II Checks the Author's field 
if {User_FielC.equals(No_Data_Tag)) 
{ 
Author Field. set Text ( "") ; ) II if -
else 
{ 
Author Field.setText(User_Field); 
II else 
II Checks the Date's field 
if (RDate_Field.cquals(No_Data_Tag)) 
{ 
Date Field. set Text ( ""); ) I I if-
else 
{ 
Date Field.setText(RDate Field); ) II else -
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II Set the opinion pol J rer,ult. 1/o ched:ing iH 
II needed since it wil I definitely contAin dala 
Total_Field. setText (Tota I J; 
voted_Field. set Text (flumber_ Voted); 
Not Voted Fie J d. set: Text I!Jumbe r _!Jot Voted J ; 
InFavouJ"_Fie l d. set Text !Humber_ I nFa·1ou r J ; 
Against _Field. setText (!Jumbc~ r_llot _I nF'a'JOU r J ; 
I I NOTE that the system •,.,ri II set the field to the 
I I appropriate color depending on whether the number 
II of people INFA1J0UR is greater than people 
II AGAINST. Before .,,e set the appropriate colors for 
II each field, make sure we set the field to the 
II neutral colors first. 
InFavour Field.setBackground(Color.lightGrayJ; 
Against_Field.setBackground(Color.lightGray); 
if (InFavour > Not_InFavour) 
{ 
II Set the InFavour field to Green color to 
II indicate that more people are in favour of the 
If discussion 
InFavour Field.setBackground{Color.green); } II if -
else 
{ 
II Set the Agaisnt field to Red color to 
If indicate that more people are against the 
II discussion 
Against_Field.setBackground(Color.redl; 
I I else 
if (InFavour ~~ Not InFavour) 
{ 
II Set the InFavour Field & Against Field to 
If their respective colours to indicate a 
If neutral stand. 
InFavour Field.setBackground{Color.green); 
Against_Field.setBackground{Color.red); 
I I if 
II After the result is displayed on the screen, we 
I/ have to check the buttons again to see if we want 
II to enable it or disable it. 
Manage_Buttons(); 
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II Checks the di~cusoion field 
if ( Rerl y _F' ie I d, equa l n (No _Da ta_Tag) ) 
( 
ReplyConr.ent_F j e 1 d. net'l'ext (" "); 
} I I if 
else 
( 
II This program automatically placed the '*' 
I I char next to the string •..;hen the usE:r presses 
I I the 'RETURN' key. Thus we have to convert the 
I I '*' to the HEXT LINE system char '\n' 
Modified_Reply Reply_Field. replace ( '"'', '\n' J; 
ReplyContent_Field. set Text 01odified_Reply) ; 
} /1 else 
} I I try 
catch(NullPointerException e) 
( 
System.err.println(e.toString(JJ; 
} II catch 
} I I if 
} II Organize_RData() method 
} I I NewsGrpiconVote Class 
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,,,,,,,,,,,,,,,,,,,,,,,,,,,,%%1%11%11111%111111111111111111%%11111111 
SERVER PROGRAMS 
%%%%%%%%%%%%%%%%%%%%%%%t%%%%%%1%1,%%%11%%t%l%%1%111111111%111111%1tll 
SvrlconVotel.java 
Program Name SvriconVotel. java 
Purpose 
This is the MAIN area used to get the server side of the 
Client/Server program running. 
This class is programmed so that the server can process 
multiple incoming client sockets at any one time. To allo·;.r 
this to happen, we have to implement a producer/:::onsumer 
relationship model. 
The 3 classes to make this possible are: 
[1) StoreClientData Class 
This is the PRODUCER class. t-lhen the SvrNoiconNoVotel class 
detects an incoming socket from the client, it sends the 
socket to the StoreClientData class so that it can write 
the socket object to the shared data variable to be accessed 
by other methods in the HoldData class. 
[2) ExecuteiconVote Class 
This is the CONSUMER class. The purpose of this class is to 
consumed the data that is set to the shared data variable in 
the HoldData class. 
This class holds onto the Socket object so that it can sent 
the required data to the client. After all the data has been 
sent to the client, the socket will then be closed and allows 
the shared data in Holdoata class to be accessed again. 
[3] HoldData Class 
This is the MOST IMPORTANT ingredient that will allow the 
producer/consumer relationship to work. 
The key thing about this class is that all the methods in 
this class are synchronized methods. Furthermore, all methods 
accessed the same shared data variable and the same 
conditional flag. 
This means that when any one method is accessing the shared 
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object, the rest of the method:J c.:~nnot: i'IC:ct::Hu thr_~ nh;,n:d 
data. lnstead all the threAdrJ 'ltill go iuto the "'tlilit" rJtatr"" 
until they are "notified" by thu m<::t:hod 'tlh0 han juet rr~le.:.r;ed 
the shnr·ed object. 
Besides imple111enting the pz·oducer/consumer relat:ionsh:ip, thin 
class also checks that all system files are availab'lr~ for 
use. 
import java.net.*; 
import java.io.*; 
import java.util.*; 
II The server side of the application. 
public class Svriconvotel extends Thread 
{ 
II The port that is needed to established the client/server 
relationship 
public static final 
static ServerSocket 
int MyPort "' 
Listen_ socket; 
8003; 
I*=================================================================*/ 
I* main() Method *I 
l*---------------------------------------------~-------------------*1 
I* This is the main server method. It eatablised the server port */ 
I* and waits for the client to request for data. */ 
I*=================================================================*/ 
public static void main (String args[]) 
{ 
II First, we have to make sure that all the system files are 
II created if it is not already done so. 
System.out.println("Check for System Files .... "); 
InitProgramFi les Initialise = new InitProgramFiles(); 
Initialise.createFiles(}; 
System.out.println("Server is now running ..... "}; 
try 
{ 
II Establish the port where the server can wait 
II for a connection from client. 
Listen_ socket = new ServerSocket(MyPort} 
System.out.println("Setting server Port ... ") 
while (true) 
{ 
System.out .println ("Waiting for connection from 
Client ... "); 
/1 Wait for a connection. Listen indefinitely for an 
/1 attempt by a client to connect 
socket Client_Socket = Listen_Socket.accept(); 
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II If: a connection ir. <:outab!iniH":d, !.l(ond thr: ::or::Y.r:t 
II to the methods that hand]c:r> thr_, cl ir:nll:;r~J 'lf:r 
II relationship. 
Sys tern. out. pr i nt.l n (''.Setting Produce: r ICon:;umr: r 
relationship .. "l; 
HoldDat.-. h ne''' Hol dDa ta ( J ; 
StoreClientData Client Connect ne·..., 
St0reClientDatalh, Client_SocY.et! 
ExecuteiconVote Execute 
Client_Connect.start(); 
Execute.start(): 
II while 
} I I try 
catch(IOException ell 
( 
ne'H ExecuteiconVote (h); 
System.out.println("Error Creating Socket ! "); 
System.err.println(el.toString()); 
II catch 
} II main 
} // SvriconVotel Class 
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Sto reC lien IDa ta.j a va 
Progt·am Name StoreClientData .ja•;a 
Purpose This progt-am execute differE:nt threads that set the 
set.SharedData (Socket) method in the HoldData class 
in a synchronized manner. 
This means that whilE: an object is being accessed bt 
another method, no other methods can access that 
object. All the synchronization of accessing that 
data are done in the HoldData class. 
Thus what this class does is simply set different 
threads to handle incoming socket objects. 
======================================~============================*I 
import java.net.*; 
1*=================================================================*1 
/* StoreClientData Class "I 
l*-----------------------------------------------------------------*1 
I* This class runs a thread that stores the data when the clien */ 
I* makes a connection "lith the server. The thread is synchronised */ 
I* to avoid another thread from accessing the data before gi·.ren *I 
I* the permission to. *I 
I*=================================================================* I 
class StoreClientData extends Thread 
{ 
Socket Client; II Used to store the Socket Object 
private HoldData pH old; 
public StoreClientData (Hol-'"lata h, 
Socket Client_Socket) 
Client = Client_Socket; 
pHold = h· 
' 
} // StoreClientData Constructor 
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l*=~==========================================a•=======~====~g===•='l 
I* run() Method •1 
1*----------- ·------------------------------------------- ---- -•1 
I* This method autornat.tcally execute after the socJ.:et object hafJ •1 
I* has been assigned to the pHold vadabJe. •1 
1*======~=-================================~=====================~=·1 
public void run() 
{ 
System.out.println("PRODUCER entered RUNNING state"); 
I I Set data from client to global variable 
pHold.setSharedData(Client); 
System.out.println("Producer has set shared data to HoldData 
Object"); 
try 
{ 
II Sleep for a period of time 
sleep{(int) (Math.random{) * 3000)); 
System.out.println("Producer taking a nap ... "); 
} I I try 
catch (InterruptedException e3) 
{ 
System.err.println{"ERROR MSG 
} II catch 
I I run () method 
" + e3. tostring ()) ; 
} II StoreClientData Class 
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Program Name 
Purpose 
import java.net.•; 
import java. io. •; 
In i.tProgramF' i Jes. java 
This class initialised all the necessary 
system files that are used b:; this program. 
/*==========~======================================================·! 
/* InitProgramFiles class •/ 
!•-----------------------------------------------------------------•! 
/* This program basically creates all the necessary files that are•/ 
/* going to be use1 by the User conferencing program. */ 
/* They include Topic List.txt */ 
/* Topic-Count.txt */ 
I* Reply-List.txt */ 
I* Reply-Count.txt */ 
/*===========================~=====================================*/ 
class InitProgramFiles 
{ 
II Used tc check if all four system files exists 
File Topic List, 
Reply-List, 
Topic-count, 
Reply=:count; 
II Output data to the respective system files. 
DataOutputStream 
FileOutputStream 
PrintStream 
TListoutput, 
RListoutput, 
TReplyoutput; 
TCountoutput, 
RCountoutput; 
Printinput = null; 
II CHANGE THE PATH BELOW TO ALLOCATE FOLDER FOR NEW USERS 
String TList_FName "' 
11 C: /Program pilesiNetscape/Server/docs/NewsGrpiconVote/ 
userData/Screen Shots/Topic_List. txt" 1 
RList_FName = 
"c: /Program FilesiNetscape/Server/ docs/NewsGrpiconVote/ 
UserData/Screen Shots/Reply_List. txt" 1 
TCount _FName= 
"c: /Program FilesiNetscape/Server/docs/NewsGrpiconVote/ 
UserData/Screen Shots/Topic_Count. txt 11 1 
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RCount F'Narne"' 
"c: I Program F i. J esl NetncapeiServer ldocBI Jlt:'-'mUrp I r:onVot.e I 
Use rDat<liSc reen Shot siHep I y __ Cou nl . txt:"; 
1*========·=======-~---=~=========~====~-=~~-=======~=====~=~1 
I* createFiler.J() fol(~thod •1 
1*-------------·····----- -----· ·-----·-·---- •I 
I* Ct·eate the system files if it does not alreadf ex..ist. ~1 
I*==~=============--===============-=========~~=====·==~==·=· I 
public void createFi les () 
( 
II Create all the four system files. 
Topic_ List new File (TList FName) ; 
-
Reply_ List • new File(RList FNameJ; 
-
Topic_ Count • new File(TCount FName); 
Reply_Count • new File(RCount FName); 
II Create the Topic_List.txt file if it does not exist 
if 
( 
} 
II 
if 
( 
(Topic_List.exists(J == false) 
create TListFile () 
I I if -
Create the Reply_List.txt file .if it does not exist 
(Reply_List.exists() == false) 
create RListFile(l 
I I if -
II Create the Topic_Count.txt file if it does not exist 
if (Topic_Count.exists() ==false) 
( 
create TCountFile(); } II if -
II Create the Reply_Count.txt file if it does not exist 
if {Reply_Count.exists() ==false) 
( 
create RCountFile(); } II if -
} // createFiles() method 
1*=================================================================*1 
/* create TListFile() Method *I 
l*------------------------~----------------------------------------*1 
I* Used to create the Topic List.txt file. This file will contain *I 
/* all the different topics-that are created by user. */ 
I*======~=~~~=======~==============================================* I 
public void create_TListFile() 
( 
String Initialise = ""· 
' 
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II Output the empty string lo the fil~: 
tt·y 
I 
TListOutput new Dat<:JOutputStream 
(new FJ ! t::OutputSt rearn{TL l r.t F/larnr~ i) ; 
System.out.println("<.-oTopic_J,iGt.tzto-:.. i:; cn:att".d 1.','."1; 
TListOutput. writeUTF ( 1 nit ia I i se! ; 
TListOutput.close() 
II try 
catch(FileNotFoundException ell 
( 
System.out.println(TList FName +"File NOT Found"); 
System.exit(l); -
II catch FileNotFoundException 
catch ( IOException e2) 
( 
System. out. println ("Error writing to fi:e ! ! " 
+ e2. toString ()); 
} II catch 
I I create_TListFile () method 
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/* create RLintFi Je() M~t!Jod •f 
/•--,·--- -----··-·-- •J 
/• Used to create the di~ctwsion Rt:ply_Lint.txl file. This file •j 
/• w.il1 contain all the different disctzrwion thill are crC<i.ltl!d h:; '/ 
!• the uset·. •/ 
/*===•====•==~==•m===================~~===•==s===~=========•===~===•J 
public void create_RListFi lei) 
( 
String Initialise = ""-. 
II Output the data to file 
try 
( 
RListOutput new DataOutputStream 
(new FileOutputStream(RList_F!lame)); 
System.out.printlnf"-::-::Reply_List.txt>> is created ! ! !''); 
RListOutput.writeUTF(Initialise); 
RListOutput.close(); 
I I try 
catch(FileNotFoundException el) 
( 
System.out.println(RList FName + " File NOT Found"); 
System.exit{l); -
/1 catch FileNotFoundException 
catch(IOException e2) 
( 
System.out.println("Error wt·iting to file!!" 
+ e2.toString()); 
} // catch 
} // create_RListFile() method 
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l~====•=~=========~=====~===~~=======~~~~~~~~r~~~g~~R~=~~~~a~~g~~~r~l 
/• • I 
.. 
• I 
I* The "Topic.exi::Jts()" !Jtatemettl ir1 cn~atr~() rnr:t.hod h.:trJ ur;r~d to •1 
1~ verify if the "Topic_Count.txt" filr~ r~zi:'ll:rJ. ~; 
I• •I 
I* This procedure is used to cu:ate the "Top!c Count.txL" fil•o •1 
I• _if one does not exists. •1 
/*===========~=====~=======n=====================~~=========~====~~•l 
pub! ic void cr·eate_TCountF'i te () 
{ 
int Pile Value = 0; 
II Output an initial integer value to the file 
try 
{ 
TCountOutput new FileOutputStream (TCount_FHame); 
System.out.println("<<Topic_Count.txt::.:o is created ! ! !"); 
TCountOutput.write[File_Value); 
TCountOutput.close() 
// try 
catch(FileNotFoundExceotion el) { . 
System.out.println(TCount FName + " File HOT Pound"); 
System.e:-::it(l); 
II catch FileNotFoundException 
catch(IOException e2) 
{ 
System.out.println("Error writing to file !" 
+ e2.toStringl)l; 
} I I catch 
} II create_TCountFile() method 
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I~-"'-="'"'"'"'"'-===-="'"'"""'="'"'===-===-=="'==..,="'=='-'-=""==--' ... "''-'-_,~-' "'"" ·'"-" -~ C<-= =" -, •! 
1• cleate_RCountFile() He1.hod •1 
1•-- •I 
I• This procedut·e in used to crc<~te Lhe "P•:pJ·; Count.tzt" Iii•_· if •/ 
I* one d-oes not. exist:;. •/ 
1*===~=-====-======-=====~~===~g======~=====~~=;=~~~===~==~===w•-·- _ c•l 
public void create RCountFile() 
( 
int File Value 0; 
II Output the initial integer value to the file 
try 
( 
RCountOutput new FileOutputStream(RCount_F'Uamel; 
System.out.println("<<Reply_Count.txt>:.o is created ! ! !"l; 
RCountOutput.write(File_Value); 
RCountOutput.close(); 
II try 
catch(FileNotFoundException el) 
{ 
System.out.println(RCount_FUame + "F'ile HOT Found"); 
System.exit (1); 
II catch FileNotFoundException 
catch{IOException e2) 
( 
System.out.println("Errot- '.-,;riting to file ' 1 " 
+ e2.toString()); 
} II catch 
} // create_RCountFile() method 
} II InitProgramFiles Class 
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Progr.·am Name 
Purpose 
NOTE 
HoldData.java 
This class inplements a producer/consumer 
relationship that allows 2 or more users to send 
their requests to the server for processing. 
All the methods in this class are sychronized. This 
means that when the socket object is being held by 
the setSharedData() method, the object cannot be 
accessed by any other methods in the class until the 
shared "writeable" variable has been set to false, 
which allows other objects to access it. 
Bottom line is, when one method is using the object, 
other methods cannot access it. When any of the 
method is finished with the object, the 
"notifyAll ()" method is called to tell all other 
methods that the C...Jject is nm•.r available to be used. 
The notify() method can also be used but it is a lot 
tricky to use it so I'm using notifyJI.ll () method for 
no'''· 
~====~====~========================================================*/ 
impc~t java.net.*; 
I*=================================================================* I 
I* HoldData Class */ 
1·-----------------------------------------------------------------*/ 
/• The purpose of this class is to allow 2 threads to synchronised*/ 
I* the access of the same data. This is to enable the client to be*/ 
/* able to logged into the NewsGroup program at the same time and */ 
I* send requests to the server for processing without any lost of */ 
/*data. */ 
/*=================================================================*/ 
class HoldData 
{ 
private Socket Clientsocket; // Used to store the Socket Object 
private boolean Writeable = true; 
private boolean ClientClosed = true; 
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/*=========================:====~=========~=====~==================~! 
I* setShacedOata (3od:et) He thad ~I 
/*-------------- ----------------------·-- -- ·------ -- ------------ ----*/ 
/* This is a synchronized method, which means that ,.,hen this ~; 
/* method is using an object, other methods "'ilJ go to a "•.,;ait" '"/ 
/* state and has to wait for their turns. •/ 
I* *I 
/* Tl:.e ClientSocket is a global var.iable that holds the shared *I 
/*data Similarly, the Writeable variable is the conditional */ 
/*variable used by every methods to see if the shared data can be */ 
/*retrieved for use by other methods. */ 
/*=================================================================*/ 
public synchronized void setSharedData(Socket Client) 
{ 
II If the buffer still holds the object, go to '"~fait" 
II state until the buffer is empty again. 
while ( !Writeable) 
{ 
try 
{ 
wait(): 
} // try 
catch(InterruptedException e) 
{ 
System. err. println ("Exception " + e. toString I l) : 
I I catch 
I I while 
II Otherwise assign the global data variable the value 
II passed by the server program. 
I I Set "Writable" to false to indicate that the buffer 
II contains some data and cannot be overwritten. 
ClientSocket 
1f1riteable 
notify All ( J: 
Client; 
false; 
} II setSharedData{Socket) 
I*=================================================================* I 
/* getSharedData() Method *I 
/*-----------------------------------------------------------------*1 
/* This is also a synchronized method. However, instead of setting*/ 
I* "Writable" to true to allow the setSharedData {Socket) method to *I 
I* set the shared data, we set "Writable" to false. The reason is */ 
I* because we are using sockets. Since we are using socket, we *I 
I* have to use the same socket object to send the retrieved data *I 
/* back to the client, we have to wait will the socket is closed */ 
/* before releasing the socket. */ 
/* */ I* Therefore we use the CloseSocket{boolcan) method to tell us */ 
I* when to close the socket and allows a new socket to be served. *I 
I*:=~~==:==========================================================* I 
public synchronized Socket getSharedData() 
{ 
II Since the buffer is empty, the setSharedData(Socket) 
II has to write to the buffer first. Therefore, we have 
I/ to gO to the 11 wait 11 state until buffer is full. 
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whileCWriteablel 
{ 
try 
{ 
wait(); 
} // try 
catch(InterruptedException e) 
{ 
System.err .println {"Exception " + e. toString ()); 
} II catch 
} I I while 
II We want to just return the socket so that the client 
II can use first. We want to disallow the 
II setSharedData(Socket) method to set the shared 
I I "ClientSocket" variable until the PREVIOUS socket has 
II been CLOSED. 
I I Notify all methods that the objects cannot be accessed 
II so that all methods can go to the "wait" state. 
Writeable 
notifyAll () ; 
false; 
return Clientsocket; 
} II getSharedData() Method 
I*=================================================================* I I* CloseSocket(booleanl Method *I 
/*-----------------------------------------------------------------*/ 
I* This method plays an important role. The purpose of this method*/ 
I* is to inform the rest of the methods if the current object can */ 
I* be accessed again. */ 
I* *I 
I* If the Socket is closed, we will allow the setSharedData(Socket)*/ 
I* method to set a new socket object to the shared data variable. */ 
I* Otherwise, notify all other methods that the "ClientSocket" */ 
I* variable cannot be accessed. */ 
1*=================================================================*1 
public synchronized void CloseSocket(boolean SocketState) 
{ 
II Assigned the current state of the socket to local 
II variable. 
ClientClosed = SocketState; 
System.out.println("Client Socket terminated ? = " 
+ ClientClosed) ; 
II Once the client socket is terminated, we have to make 
I I sure that we allow the setSharedData (Socket.) method 
II to write to the shared data again. 
if (ClientClosed == true) 
{ 
W:dteable = 
notifyAll (); 
} // if 
else 
true; 
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Writeable = 
notifyAll (l; 
II else 
false; 
} // CloseSocket(boolean) method 
} // Class HoldData 
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E:xecutelcou Votc.java 
Program Name 
Purpose 
ExecuteJconVote.java 
This is the CONSUNER part of the Producer/Consumer 
relationship. The main purpose of this class is to 
allow multiple clients to send their request 
simultaneously. 
To complete this function, this class makes use of 
the HoldData class to enable synchronization so that 
the shared data cannot be modified when another 
method is accessing it. This allows all the client 
requests to be processed. 
To enable this class to be used, make sure that the 
following classes are also available. They include: 
[1] SvriconVotel Class 
This is the SERVER program that listens to the 
client port to check if there a~e any incoming 
client requests. If there are, then the server 
program will pass the socket object to the 
StoreClientData class so that the shared data 
variable ~an be set. 
[2] StoreClientData Class 
This class is the PRODUCER. It creates threads that 
pass all the incoming client sockets to the HoldData 
class. 
[3] HoldData Class 
This is the main class that initiate the 
Producer/Consumer relationship. This class uses a 
shared data variable as well as a shared conditional 
flags to allow all the methods to be synchronized. 
This permits all the methods to turn to the 'wait' 
state if the shared data is used by another method. 
========================================~==========================*! 
import java.io.*; 
import java.net.*; 
import java.util.*; 
class ExecuteiconVote extends Thread 
{ 
1/ Store the Socket object so that the connection can be made to 
I/ process data and send back to client. 
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protected Socket C1 ient; 
II Used to retdeve the data from the ner"ver thr-ough the socket 
protected DatalnputStream PromCljent; 
II Output the data to the server, through the socket, to update 
II necessary files 
protected PrintStream ToClient; 
I I Declaring a HoldData object so that the methods in HoldData 
I I can be used 
private HoldData cHold; 
II Informs the HoldData class that the socket has been 
I I terminated 
boolean 
int 
SocketClosed 
MaxFiles 
MaxNumbers 
= 
= 
= 
true; 
200, /I Maximum number of topic 
II files allowed. 
6, II 
II 
Number of data items 
allowed for storing 
II The TotalNumber variable is used to calculate the op~n1on 
II poll results. Modify this value depending on how many 
II people are taking part in the polling activities. 
TotalNumber 10; 
File Topic List, 
Topic= Count, 
Reply_Count; 
II Check if Topic_List.txt exists 
II Check if Topic_Count.txt exists 
II Check if Reply_Count.txt exists 
II The program has been designed for the testing data to be 
II easily stored and examined. If a new group is required for 
II testing then the following paths should be modified to 
// reflect the absolute path to the data folder. 
// Topic_List.txt file name 
String TList FName 
"c: /Program Files/Netscapel Server I docsiNewsGrpiconVote/ 
UserData/Screen Shots/Topic_List. txt", 
// Reply_List.txt File Name 
RList_FName = 
"c: /Program Files/Netscape/Server/docs/NewsGrpiconVote/ 
UserData/Screen Shots/Reply _List. txt", 
II Topic_Count.txt File Name 
TCount FName = 
11 C: /Program FilesiNetscapeiServer /docs/NewsGrpiconVotel 
UserDataiScreen ShotsiTopic_Count. txt", 
II Reply_Count.txt File Name 
RCount_FName = 
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"c: I Program F' i J es/Netscape/Se rver /docf.l/Ne,mCrp I. con Vote/ 
User-Data/Screen Shots/Rep! y _Count. txt", 
II Change the F'ileLocation vari.able to create/save the syntem 
II tiles (Topic?.txt & Reply?.txt) in the correct locatjon. 
FileLocation = 
"c: I Program Files /Netscape/Server /docs/NewsGrpi conVote/ 
UserData/Screen Shots/"; 
I I Contains all the avaiable topic names 
Properties TopicTable new Properties(); 
II Updates discussion names to the discussion file 
II (Reply_List.txt) 
Properties ReplyListTable new Properties(); 
II Updates RListTable with discussion names from the discussion 
I I file (Reply_List. txt) 
Properties RListTable new Properties(); 
II Contains the discussion names in the Topic?.txt file 
Properties ReplyTable new Properties(); 
II Also contains the discussion names from the Topic?.txt file 
II but searching purposes 
Properties TFileReplyTable new Properties(); 
II Contains data in this format TFNAME=TNAME where TFNAME is 
II topic filename and TNAME is topic name 
II TFNAME = (E.g TopicB.txt) & TNAME = (E.g Interface_Design) 
Properties TopicSearchTable= new Properties(); 
II Contains data in this format RFNAME=RNAME where RFNAME is 
II discussion filename and RNAME is discussion name 
1/ RFNAME = (E.g Reply8.txt) & RNAME = (E.g Good_Design) 
Properties ReplySearchTable= new Properties(); 
I*=================================================================* I 
I* ExecuteiconVote (HoldData) CONSTRUCTOR * / 
I*-----------------------------------------------------------------* I 
I* This constructor holds the HoldData object and process the */ 
I* task requested by the client. *I 
1*=================================================================*1 
public ExecuteiconVote(HoldData h) 
{ 
II Assign a HoldData Object to local variable 
cHold h; 
} II ExecuteiconVote{HoldData) Constructor 
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I* run() Method •j 
!*---------------------··-------------- ---- ----·------ ----- ---- ., 
j• This method automaticatly execute after thf.: HoldData object has~/ 
/* has been assigned to the cllo.ld var.iabJe. "/ 
I* •! 
1• This class ls VERY IMPORTANT because it communicate •tJjth th-~ _,./ 
!• client program to inform it that it .i~ ready and await5 the */ 
I* client's program command. It sends out the "Welcome to NewsGroup_,. I 
I* Service" message to indicate that it is ready, whereby the */ 
I* server will sends its request for processing. */ 
1*==============================~===================~==============*/ 
public void run() 
{ 
StringTokenizer Tokens; 
String Command = 
"" II Contains the request from the II client 
Data = "". II Contains the data sent by the 
' II client 
II Since the server program serves multiple clients, it is 
II necessary to make sure that onJy one method get hold of a 
II socket object to process the client request. If the 
II socket is available to use, it will be assigned to the 
II local socket object. 
Client = cHold.getSharedData(); 
II If socket is received, try sending the "Welcome 
II messsage to the client. 
try 
{ 
FromClient 
ToClient 
new Datainputstream 
(Client.getlnputStream()): 
new PrintStream 
{Client.getoutputStream()); 
ToClient .println ("Welcome to NewsGroup Service") ; 
System.out.println( 11 Sending Welcoming Message"): 
) II try 
catch(IOException e) 
{ 
System.err.println("ERROR MSG"" " + e.toString()); 
II If problems exist, close the socket 
try 
{ 
Client. close() ; 
" 
II Let the HoldData class knows that the socket has 
II been terminated so that another socket is allowed 
II a chance to process. 
cHold.Closesocket(SocketClosed); ) II try 
catch{IOException e2) 
{ 
System.err.println{"ERROR MSG = " + e2.toString()); 
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} //catch 
II catch 
I I If the client rece.ives the "Welcome ... " m!O:ssage, the 
// client will start transmitting .informat.ion, the code 
I j below is now ready to process thf; cJ ient request 
I/ accordingly. 
try 
( 
String DataFromClient = "";//Contain data from Client 
while ( (DataFromClient "' FromClient. readLine ()) != null) 
( 
System.out.println("DataFromClient = " 
+ DataFromClient); 
system. out .println ("Receiving Message From CLIENT") ; 
II Remembering that the format of the data string 
II sent from the client is as follows: 
II (Client_Request~Data) This code below separate 
II the command string from the data sent by the 
II client separated by ,~, symbol. 
Tokens new StringTokenizer (DataFromClie:1t, "~") ; 
while (Tokens.hasMoreTokens ()) 
( 
Command Tokens.nextToken(); 
system. out .println ("The command to Server = 
+ Command); 
if (Tokens.hasMoreTokens()) 
( 
Data = Tokens. nextToken () ,· 
System.out.println("Data To Server= " 
+ Data); } I /if 
} // while 
II Tell client if the request task is done 
if (Command.startsWith{"End Work")) 
( 
ToClient .println ("Client work is completed"} ; 
break; 
} I I if "End Work" 
else 
II The client request server to create a topic name 
if (Command.startsWith("Create_Topic")) 
( 
Create_Topic{Data) ;//Method to create topic file 
ToClient.println{"Topic File is Created"); 
break; 
} I I if "Create_Topic" 
else 
// The client request server to create a 
II discussion name 
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i f (Command. o ta rtn\tJ i th ( "Crea t e_PepJ '/" l l 
I II Call. tlle method to create the dincusnion 
II name 
ManageReply_Data (Data); 
Systern.out.println("Data recei·;ed from CUent 
= " + Data) ; 
ToClient.println("Reply Name is Sent"); 
break; 
II if "Create_Reply" 
else 
II The client request server to retrieve the 
II discussion name 
if (Command. startsWi th ( "TList_ Selected")) 
{ 
/I Call the method to retrieve the 
II discussion namels 
Retrieve_Reply(Data); 
ToClient.println("Reply Name is Sent"); 
break; 
} II if "TList Selected" 
else 
else 
II Client request server to retrieve the 
II discussion data 
if (Comrnand.startsWi ... h("RList_Se.lected")) 
{ 
II Call the method to retrieve the 
I I discussion data 
Retrieve_ReplyData(Data); 
ToClient .println ("Reply Data is 
Sent"); 
break; 
} I I if "RList Selected" 
II Client request server to update the 
II topic list in the NewsGrpiconVote frame. 
If (Command. startsWith ( 11 Update TopicList") ) { -
II Call the method to retrieve the 
II topic names and send them to the 
I I server 
Retrieve_TopicListData(); 
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} II while 
b re.:ll-:; 
II if "Update~TopicLint" 
else 
II B..lsically, 'lie •t~ant to update the 
II discussion file(Repl:r?.t;.:t) so that 
, I the newest result can be retrl e·;ed 
II by the user the next time theJ double 
II clicked the discussion list to 
II retrieve the discussion data. 
if (Command. startsWith ( "Update_OpinionPoll" ll 
{ 
II Updates the discussion(Reply?.txt) 
II file so that the most updated data is 
I I retrieved, 
Update_OpinionPoll (Data); 
break; 
II if "Update_OpinionPoll" 
II Tell the client that the task is completed 
ToClient. println ("Bye"); 
II Close the PrintStream object 
ToClient.close(); 
II Close the DatainputStream object 
Client. close () ; 
II Let the HoldData class knows that the socket has been 
II terminated so that other methods get a change to get 
II hold of the HoldData object. 
cHold.CloseSocket(SocketClosed); 
II Sleep for a period of time so that other methods get 
II a chance to use the socket, 
sleep( (int) (Math. random{) * 3000)); 
System.out.println{"Socket is closed. CONSUMER taking a 
nap ... "); 
} I I try 
catch (IOException el) 
{ 
System.out.println{"Communication Error between Client & 
Server"); 
} II catch 
catch{InterruptedException e2) 
{ 
system.err.println(e2.toString()); 
II catch 
} I I ~;-un () method 
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1·--·--·-·-··---·························-··························1 / * NEWSGROUP METHODS • / 
/*----------------------···------···---··· ·-·--- -•! 
!• The code below contaitw all the methods that •,fill be ur>e::d b'/ the•/ 
/* servet: proaram to complete the request fr:-om thr:: client. r~ont rA•/ 
!• these methods at·e used to update the client data to the njstem •/ 
!• files for later retrieval. •/ 
1··-········--·-············································-·······1 
I*###############H################H#H#########H####H########•/ 
I* Retrieve TOPICLIST data and its methods *I 
/'##########################################################"/ 
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I~====="'-==="'= ··~=="'=="' ===>"'"""'"""'""'"'"""""'-'"'"' =~.., ... """ -.. .·-·I 
I* Retz·ieve_TopicL.ir;l/Jata(J /l'!f~thod:> •/ 
~~ .. -·--·-· '/ 
1~ Th.is method retrie·;e the topic namer1 fr<mz t:hc: Topic __ J.,ir;t.tzt */ 
1~ file and .send the dat21 to the c] ierzl: to updntf~ Lllf: 1_rJpk I ir;t. *I 
1*====~==================~==========~===,.,..,======="=~"""'===-==a"=~ ~~ 
public void Retrieve_TopicListData(J 
( 
II Used as ai·gument to Bubblesort () method so that it 
II knows if it is sorting Topic OR Reply /lames 
String Pile_Type "". 
' 
I I rnitialising the Vector to 3 and increment by 1 everytime 
II the vector grows in size. 
II For sorting purposes 
Vector TNumberVector new vector{3,1); 
II Read the data from the Topic List.tzt file and updates 
II the TopicTable property -
Update_TopicTable(); 
II Creates a Topic SearchTable that revert the TopicTable 
I I format from TNAME=TFNAME to TFNAME=TNANE format for easy 
II searching. 
Create_Topic_SearchTable(); 
II Get all the topic file names to be sorted from the 
II TopicTable using the GetTopicFileName(} method. Vle then 
I I pass the Vector to the GetTopicintegervalue () method to 
II extract all the integer values out for sorting purposes. 
TNumberVector GetTopicintegerValue{GetTopicFileName{)); 
II Now Sort those topic number using the simplest sorting 
II algorithm BUBBLE sorting. If faster algorithm is needed, 
II just insert the new algorithm here. 
File_Type "Topic"; II 
II 
II 
Let Bubblesort method knows that 
it is sorting the topic file 
numbers. 
II Sort the topic file numbers 
BubbleSort(TNumberVector, File_Type); 
} II Retrieve_TopicListData(} method 
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I* CJeate_Topic ScaJchTable() l-1el/J(JrJ •/ 
~~--~··· •I 
I* To sort the data, the BubbleSort () method ncr:d~J to rcfr.:r t:r) Lh•.:•l 
I* TFNJ\folE(E.g Topic8.t:-:t) to get the int:egf,rr> ·talueo for r;ortiWJ •1 
I* purpose~. HO\'.'eveJ·, Data .in TopicTabltO: is stored ar: P.JII~J-1E=PFJ1!,J-1E•/ 
I* format (E.g Good Design=Repl:;B t:-:t). •! 
I* • I 
/* Since using properties method to get each of the TPHM-1E is ~1 
I* cumbe1·some, instead let us create another TABLE that stores the~/ 
I* results as TFNAME=TNAME for us to search the result.This ·11a'J ·,Ie*/ 
I* can use the keys() method to retrieve all the topic file names */ 
/* */ 
/* Thus this method will re·tert the TopicTable format from *I 
/* TNAME=TFNAME to TFNAME=TNAME format for easy searching. */ 
/*=================================================================*/ 
public void Create_Topic_SearchTable() 
{ 
String TN arne 
TFileName 
Enumeration TopicNames; 
"" 
"". 
' 
II 
II 
Topic name 
Topic file name 
II First get all the topic names from the TopicTable. Using 
II the key() method will retrieve all the topic names since 
II it is the key. 
TopicNames = TopicTable.keys(); 
II Now get the keys (Topic FILENAME [Topic?.txt)) for each 
II of the Topic names mentioned. Add the retrieved topic 
/1 file names to the vector 
while (TopicNames.hasMoreElements{)) 
{ 
TN arne (String) TopicNames.nextElement(); 
II Check if the element is an empty string, if it is, 
/1 Do not add it to the TFName VECTOR 
TFileName new String 
(TopicTable.getProperty(TName)); 
II Insert data into SearchTable in the following format 
II TFNAME=TNAME for easy searching using the 
II BubbleSort() method 
TopicSearchTable.put(TFileName,TName); 
} II while 
} II Create_Topic_SearchTable method 
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I~ Gct'l'op i cf i I eN arne () Method • I 
I • • I 
I• This method ir. used to retrie•;e Lopic rr<~mE~n in TopicTablr:, •1 
I* However, the ·2~:i~;ti!l~J fonnat in TopicTabl(! i:1 au nuch •I 
!• (TopicNarne=TopicFil<.>name) 1 thufl 'NE: lla'IC:: to rr~trievr:; all thr:! •1 
I* topic file names U.e Topic?.txt) for sorting purposeD ~1 
1*======···======·====·=============··===========·=~===============~1 
public Vector GetTopic?i.leName () 
( 
II Initialise the vector to 3 and lncrement by 1 everytime 
II the vector starts to grow. 
Vector TFName = new Vect::o:r ( 3 I 1) ; 
String TFileName 
Enumeration TopicNames; 
= "". 
' 
II Contains the topic 
II file name 
II First get all the topic file names from TopicSearchTable 
II properties 
TopicNames TopicSearchTable. keys () ; 
while (TopicNames. hasl'-loreElements () ) 
( 
TFileName = TopicNames.nextElement(} .toString(); 
if (TFileName.equals (""}} 
( 
System. out. println ("Null String will not be added to 
the vector"); 
) I I if 
else 
( 
II Add the element to the TFName Vector 
TFName.addElement(TFileName); 
I I else 
} II while 
II Return a Vector object of the Topic file name 
System.out.println("TFNAME IS " + TFName ) ; 
return TFName; 
} II GetTopicFileName() method 
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/*=========================•====~=========~=•a=~=~~~= ~;=~=~~ ··~~-•1 
I* GetTopiclntegerValue(Vector) Mr:thnd •1 
1*-------------------------- 'I 
/*The purpose of this method is lo exlr,lct th~~ intf.:g•~r ·.ralur:!'l f:r,m'l 
I* the topic OR discussion nameD gi·.ren to it. Pr.~r ~~zarnpl•c, if lh•· •1 
/*name Topic8.txt is supplied, the inu~g1:r •.rolur: fl ~Jill ~:xtracr•:rl.•l 
I* These integer values are usl:·d bt thr.: prr-Jqram to dr-.~ !J<_;rm: r;•.~rtJnq.•/ 
I• •I 
I* NOTE: For the p1·ogram to kno-.-.1 where the in~eger i;,, it nr.or~<ir; •1 
I* to know the location ot cha1·acter 'c' and •. 'in t.h•· •1 
I* "Topic?.txt" string. •; 
1*======================================·=========·=========~=~=~~~·1 
public Vector GetTopi clnt egerVa 1 ue ('lector Topic _JlamE.-c i 
{ 
II Initial size is 3, increment is: 'llhen thf: ·.rector gr~_.·,.:s 
Vector TNumber new Vector13,2J; 
Vector TN arne ne·.., Vectorl3, 1); 
Enumeration TNameVector; 
String TopicName = "" II 
II 
II 
II 
II 
II 
II 
Contains ~he ~o~i~ Ga~~ 
SearchC = 
SearchDot 
MyString 
int Start Index = 
"c"' 
" " 
"". 
' 
0, 
Tht charac~er ne~ded 
sorting pu~pose£ 
The cha;ac~e::.- :-,eede':l 
so::.-t i ng p'.l !"ps£f·s 
The s~rlns tha: is 
ex::racto;d 
I I 1 nde;.: pos 1 t.l on of :.he 
I I charact<::r 'c · . !=:'..:· :.:-.a~ 
I I the progr-7.:-:-, !-:noxs -...·here 
II i't. is. 
End Index := 0, II lnde;-: posi:.1o::. a::.::.: 
II characte; '. · 
Topic_Number"' 0; II Initialise the tcpic 
II numb=< ···hen ficsc s~arted 
II Assign Local Vector variable to point to the Vector 
II argument 
TN arne Topic _Names: 
System.out .println {"Contents are = " + TName}; 
II Use the element() method to return t.he Enumeration 
II interface for the Vector TNameVector 
TNameVector = TName.elements(); 
while (TNameVector.hasMoreElements()) 
{ 
II Get each of the elements, convert them to string 
II before assigning it to a string variable. 
TopicName TNameVector.nextElement() .toStringi); 
System.out.println("CUrrently processing = " 
+ TopicName) : 
I I We increment the Start Index by one since ...,.e want 
II to start extracting thfi integer value after the value 
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// 'c', otherwise the result will include the 'c' char 
Start Index TopicName.indexOf(SearchC) + 1; 
End Index TopicName.indexOf(SearchDot); 
// We are now ready to extract the integer number from 
II the topic file name for sorting purposes. 
try 
{ 
II Extract the character between the Start Index and 
II End Index 
char Buf [] new char[End_Index- Start_Index]; 
II Now Get the Characters 
TopicName.getChars(Start_Index, End_Index, Buf, 0); 
II Now we have to convert the char in the buffer to a 
II string object We do this using the code below 
MyString new String(Buf); 
System.out .println ( 11 MyString value = " + MyString); 
// Convert the extracted string object to an integer 
I I value 
try 
{ 
Topic_Nurnber Integer.parseint(MyString); 
II Add the extracted number to the TNumber 
II vector 
TNumber.addElement(new Integer(Topic_Number)); 
System.out .println ( "TNumber contents 
+ TNumber); 
II try 
catch(NurnberFormatException e) 
{ 
System.err.println(e); 
} II catch(NumberFormatException) 
catch(ArrayindexOutOfBoundsException e) 
{ 
Systern.err.println{e); 
II catch(ArrayindexOutOfBoundsException) 
} I I try 
catch(StringlndexOutOfBoundsException e) 
{ 
System.err.println(e); 
II catch(StringindexOutOfBoundsException) 
I I while 
return TNumber; 
} II GetTopicintegerValue(Vector) method 
" 
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/*################ff#####ff##ff#########ff##ff####U####ffffffff######~l 
/* R~triev~ REPJ.'I DATA 1~ Jts !"'r~th~>d •J 
/*###############ff###############ff########ff##~###ff######ff#ff#•/ 
,.................................. •.••••• -·! 
/* Retr·ie•Je_Pep!yDataiStr iny1 1-lo:~Urr)(.b •I 
/*--··-- •J 
/*This method l"eceives th~ topic name from the cli~~nt i.tWJ r•~tri"::'t~:•f 
/"' the appr·opl"iatt~ discus5ion names that m<3tch the topir: name that.•/ 
/• is sent by the Client. •/ 
t·=~=··==······==::s:::::~===:::::::::::~:;: •• ::~==·==~======•SZ2::•( 
public void P.etrie·:e~P.eplj:DataiStrlng P~::ply_llam~l 
\ 
II P.ead data from the P.eply_List.tzt fi1e fi~st 
!/ O~en the ?epl:;_;..!s~.txt f:.le to updat.e the ?tplyTable 
II propert':' 
Updat:e_?.Li.stTab!.e · •; 
f/ Ched: i: the disc!.lssion :':ile ::arne e:osts, !!' ,_ does. 
I.' se:1d da::a :c. -::.::e cl ie:1t 
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/~==g===m===========•=c====•===~•==~~~=•==~=~=z==~====••===ay:m•=~=~/ 
!• Update Rl.int'!'ilhle(J l"lf:!'thod ~; 
/"'- - • I 
!• This method opens the Replf' __ J.int· .I XL f i Je ilnd updat•~n th.-~ ~; 
j• RListTable pr·ope1·ty table with all t·he dirwu!;:;irm llitrro•~n •j 
/• nvai lablt.~. •/ 
j• This ill lows the pl'OlJI·am tu fiud th(: diDr.IJBflif;fl filt: lliHW~ th;Jt· •/ 
J• matcht>s the discugsion name that iH t-;r:nt lq t.llr-: cli<::n1.. o-j 
~~---====~~==~-~--~=======~~~=7=~=~·= -~=~~~-~L~~--~===~-~~:F2===~==~/ 
public void Update_PListTr.blel) 
{ 
FileinputStream P.List!nput; 
try 
I ' 
. ' 
Clear the Property table first 
RListTable.clearll: 
il Opens the ?.eply_List.txt tile and populate the 
I/ ?..ListTable pr":lpert:,.· table 
RList:tnpu-::. ne·,., F'lle!nputSt:rea~ IP:Llst Fl1ame); 
RListTab!e.load 1 ~List1~putl; 
F.Lis-::.Input.clcse!'; 
I i ~ r;.· 
catch l Fl l eNo: FcundExce;:Jt::: 0~1 e I ' 
S:_..·stem.out.prin:lni"F'lle !lOT F-:>und"_:; 
s:,.·stern.exitfl,; 
// catch File!JotF:n.J:;jE:-:ceptlo~ 
catchf!OException e:, 
\ 
System.err.println!e2); 
System.exittll: 
} // catch 
} // Update_RListTabJe(J method 
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/*=============================•=m==g~g~===~z~~~=~=====~~~===~~="~•*/ 
/• FindRFileNamc(String) Melh(JU •/ 
/*------------------ ------ ~; 
/• This method makes use of the PLinlTablf: prrJpr~rt'j tab](: to find •/ 
/* the discussion file name thAt match•~B the din•:u::nirJJl Tl•llnr· B•~nl •/ 
1• by the client. Once the file llilm'~ irJ frJund, thr~ dincu.n:i•m rJ;ltil•/ 
/* is sent to the client for di:;pld/- •/ 
1*======··,=·============="'•·- ""'"'"'"'""'"'"''"=~" ~ .,...,=="'"'"''"""'""" ~- -=-==- -, ~ •/ 
public void rindRFi leName(String Pllame) 
{ 
Stdng "" Reply F' 1 I ennme 
Full Path ""; II Contains th•~ f'Jl i 
II path to retri~?~ 
//the dir.cussi~n fiJ~ 
File RFiler.ame; 
I I Get the discussion file name that matches the discussi•:m 
II name given by Client. if it doesn't, displat an f.:rror 
II message. 
trv ( 
Reply_Filename RListTable.getPr?perty 
fRtiame, "?EP!...i' Hf.J"!ES DOES r:'JT EZ!S7",; 
// Get the full path to the ?.-:ply_!.!=:t.tz:: s:.-s:e~ file 
/1 so that ·-.•e can maJ.:e sure t!"lat the file has l:>:-=r; 
I I created. 
Full Path FileLocat:.o:-. - ?epl;·_Filena:ne; 
S:_,·stem.out.pt·intlrd "Full pat!"! -:::c !'epl;· FL-:: ~ " 
... Full?at!:l; 
II Check if requested discussicn filena::-.e e:dsts 
RFilename ne·.-; File • Full?ath1; 
II If the file exists then send t~e data to the client, 
/.1 other·.:ise displa:r· an error r::essage 
if (RFilename.exists()J 
l 
} 
else 
{ 
} 
II Open the discussion file & sent data to the 
II client 
SentRData_ToClient(FullPath); 
System.out.println(hRequested Reply Filename 
NOT FOUND" l ; 
} II try 
catchtNullPointerException e) 
{ 
} 
System.out.println("Reply Name corrupted OR Reply FILE 
NOT FOUND \n System Message=> " + e.toString()l; 
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} II PindRFileName(String) method 
1•==~•=======•=======•=============~~-~m~===~=~~=~~=~==~;=~~~ars· ~··•I 
I• SentRDilta _ _ToCJir~nt{Strinq) r~·-~thod •1 
I•- ., 
/• This method open::; tht~ difWU:>fli<;,n fi ~~~ t:h<lt ir: requir(:'j 
!• sends the discu!wion data in tlw filf~ to tllf.:: client. 
and • I 
•I 
1•=~~=~=~==~~·~~-~~~~~=;~=n•==~~=~=====~==~;=~~~~=~~~-·~=~- ·-------·! 
public '.'Oid SPntRData ToClient!String f1 F1/ame) { -
oatafnputStream 
String 
try 
{ 
P:epltlnput 
P.eplyData 
Ill! ll ; 
"" .  
1/ Read discussion data from the discussion (Peply?.tx'::.l 
I I file 
Reply!nput ne· ... · Datainput.St!""eam 
\ne·..: F'ile:Input.Stre-arr.t?.Fllame) J; 
ReplyDat.a ?.eplyinput. readLi r,·-<:;: I J ; 
System.o·ut..prir:tln!"Repl::Dat.a = " - ?.epl:;Data;; 
Replyinput.closell; 
II Declare a ?rint:Stream object and sends dat:3 to the 
II client 
ToCl ient ne· ... - PrintStr-ea:n 
\Client. getOutplJtSt.:rearn ( 1 1 ; 
ToCl ient. pr i.r.t l n ( Repl yDa t.a! ; 
} II trJ 
catch ( Fi leNotFoundExct:rt ion e 1 l 
{ 
System.out.println("File NOT Found"); 
System.exit(ll; 
} I I catch FileN'otiFoundExcept ion 
catch(IOException e2i 
( 
System.err.println(e2); 
} II catch 
catch (NullPointerException e3) 
( 
System.out.println{"Reply Name not found in 
} 
Reply _List. txt" + e3. toString ()) ; 
} II SentRData_ToClient(String) method 
I*############################!!############################# • I 
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/•#~##~U#ij#######~#HU####U#H#UH######U##U######H##UU#~UUU#UU•I 
I*;::R====~--~--R=::::=======~---~=r~=,,~~~~~-~~~~==~==~-~~~~~~~=·~~·1 
I• RetrievP Rep!yfStrtngl !'letiHAlH •/ 
I* -- • I 
I• This method receives the topic O<ltflf~ ft·om tile cl j,nt '-'!nd •I 
1• ret1·ieve the iippnlpdate discuf;r;ion nolme;, that rnatcho:~n t.h"!' */ 
I* topic name sent by the Client. •/ 
1·==================~=====·==~--~=·======================;~~~-~~-=~·1 
public void Rett·ie'.'e_ReplyiString TopJc_llameJ 
{ 
II First Updates the TopicTable property table ·,tith data 
II retrieved from the Topic_List.txt system file 
Update_TopicTable ( J; 
II No-..: search for t!"le topic file name and send discussi0n 
II names to the client. 
FindR!lame {To:pic_Uame i; 
} // Retrie·.re_?:e:pl·/ IS::ringl !~ethad 
F::;ci?.::a;-:-.e .s't:rir:g l·:e:hod 
/*-··~·-·--··~-··--•••••- •••-•-•c•••••••• ..... 
/• This method search fo:.- t:;e :iis::::.Jss!ar: r.a:-r.-::s :::a: :-:a::::!":es :P..o;; 
!• topic name sen:. b:_i the cl1e:1t. ·::1::e tr.o:;. d:.scc;ss:~~- :;a-res a:-f:: •: 
/* ret~ie·.red, ::he·_.· a:-e se:-;t ::::: t=-::e c'.:e;.: t-;. ·..:;:;date :::f:: d:scc;ss:c::: .. 
/• lis:: 
/• 
/• UOTE 
/• 
Be!"o~e send;:;g :::e d:s:::'.JSS:':.;. :-:a~es t:-. t::<:- ::~:e::.:. -,,:ff 
to ha·;e sort i: so t:-,a: ::--:;:. :.as:es': d:s::~ss:::; ::.a-:-es a:-e• 
displa:,.:ed fi.:-st .7-:; il~ic·.,; ea.s·/ s~~::.:-.::;. a dls:::.:ss::;:: /• 
/• Sea~chTable is c~ea:e~ 
public void FindR!iarr.e'St:-ing 71Ja.-:~' 
{ 
II Initialise ·:ect:or- to 3. inc:-e~en:: b;· .,_ -... ne:-. ·.-e:::to!' g:-c;,;s 
• 
St.ring fileType 
ne-..· ;.·ect~•r : 3. : ,< : 
.. 
I I URed as argu:-:-ent to 
I! Bubbleson: (: :N:t!:od sc 
/! that. i:: k:to-..·s :f lt is 
If sm.·ting tc~ic -.:::-
1 ( di S<':USS i.OO:. :l3:"'"e:S 
Topic Filename 
FullP:ith • -.. . II Contains the ~ul2 path t:o 
II the Topic?.tx:: file 
File 
try 
{ 
TF'ilename; 
II Get topic file- name matches the topic na:::--e 91ven by 
II clienc. 
Topic_Filer1ame = TopicTable.getProperty 
(nlame. •TOPIC UAMES DOES !lOT E:.'XJST~ l; 
286 
APPENDIX C : SOURCE CODE [SERVER SIDE) 
II Check if the requested topic file name exists. 
II To check that the file exist, we have to include 
II the FULL path so that the file can be found 
Full Path FileLocation + Topic_Filename; 
System. out .println ( "FullPath n + FullPath) ; 
TFilename new File(FullPath); 
if (TFilename.exists()) 
{ 
II Open the topic file and updates the 
II TFileReplyTable property table so that the 
//discussion names can be retrieved to the client. 
Update_TFileTable(FullPath); 
II This method is used for Bubble Sorting purposes 
II Creates a REPLY SearchTable that revert the 
II TFileReplyTable format from RNAME=RFNAME to 
II RFNAME=RNAME format for easy searching. 
Create_Reply_SearchTable(); 
II Get all the discussion file names to be sorted 
II from the TfileReplyTable table using the 
II GetReplyFileName() method. We then pass the 
II Vector to the GetReplyintegerValue() method to 
// extract all the integer values for sorting. 
RNumberVector GetReplyintegerValue 
(GetReplyFileName()); 
// Now Sort those topic file number using the 
II simplest sorting algorithm BUBBLE sorting. If a 
// faster algorithm is needed, just insert the new 
II algorithm here. 
FileType "Reply"; 
BubbleSort(RNumberVector, FileType); 
II if 
else 
{ 
System.out.println("Requested Topic Filename NOT 
FOUND"); } II else } I I try 
catch(NullPointerException e) 
{ 
System.out.println( 11 Topic Name not found in 
Topic_List. txt. ERROR MESSAGE = " + e. toString ()); 
} II FindRName(String) method 
1*=================================================================*1 
I* Update TFileTable (String) Method *I 
l*------------------------~----------------------------------------*1 
/* This method open the topic file that contains the discussion */ 
I* names and update the TFileReplyTable property table with these *I 
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/* discussion names. */ 
/*=================================================================*! 
public void Update TFileTable(String TFName) { -
FileinputStream TReplyinput; 
try 
{ 
TReplyinput new FileinputStream(TFName); 
II Clear the property table first 
TFileReplyTable.clear(); 
// Now load it with new data from the Topic?.txt file 
TFileReplyTable.load(TReplyinput); 
// Close the file after reading from it. 
TReplylnput.close(); 
} //try 
catch(FileNotFoundException el) 
{ 
System.out.println("File NOT Found"); 
System.exit(l); 
} //catch FileNotFoundException 
catch(IOException e2) 
{ 
System.err.println(e2.toString()); 
System.exit(l); 
} //catch 
catch(NullPointerException e3) 
{ 
} 
System. out .println ( 11 Topic Filename might not be null 
value" + e3 .toString()); 
System.exit(l); · 
) II Update_TFileTable(String) method 
/*=================================================================*! 
I* Create Reply SearchTable() Method */ 
/*------------------------~-----~----------------------------------*1 
/* To sort the data, the BubbleSort() method needs to refer to the*/ 
/* the RFNAME(E.g ReplyB.txt) to get the integers values for */ 
/* sorting purposes. However, Data in TFileReplyTable is stored in*/ 
/* the RNAME=RFNAME format (E.g Good Design=ReplyB.txt). */ 
/* - *I 
/* Since using properties method to get each of the RFNAME is */ 
/* cumbersome, instead let us create another TABLE that stores */ 
/* the results as RFNAME=RNAME for us to search the result.This */ 
I* way we can use the keys() method to retrieve all the RFNAME */ 
I* */ 
/* Thus this method will revert the TFileReplyTable format from */ 
/* RNAME=RFNAME to RFNAME=RNAME format for easy searching. */ 
!*====~============================================================*/ 
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pub! ic void create_Repl•t_SearchTablel) 
I 
String RN.arne "" II IJiBCIWBion n;tme 
r~Fi lel·lame "" · I I IJ i nr..:uns irJn f i l r:1 namr-
Enuml'.'rat ion 
II Fir·st get. all the topic nameu from till: TopicTabJ.-: 
// pt·operty tahlF-
ReplyNames ~ Tfi !ePepl yTab le. Y.eys ( J; 
!I tlm: get the keys {discussion file names [l'.epl/'?.txt)J 
/1 for each of the discussion names mentioned. Add tho:: 
II t·etrie\·ed discussion file names to the '/":!ctor 
t..•hile IReplyNames.hasr-toreElementsl 1) 
! 
RName I String/ Peplyuames .nextElemo<:nt' J; 
1/ Check if the element is an emptf string, if it is, 
I: Do not add it to the P.!O"llam"=: ·:ector 
RF i leflame r.e....- Strir:.g 
II 
II 
I/ 
II 
IT?'i 1 e?.e~ I j'Tab l e. ge~ Prcpe ::-ty ( F:iar-.e 1 • , 
First clear the ~re7icus cantects i~ 
Repl:;Sea:-chTable. !nsert data 1:1to Sea:-:::hT<.d:;le i!". 
fo.!.lo· . ..-ing format "'!'F'!i:-.!-tE=T!l";.J.:::: :~!· eas-_.· sean::hi:-,g 
3ubbleSort 1 1 me~hod 
P.epl ::SearchTab ie. put ; r: F' i l euarre, E::am~ J ; 
! II ~hile 
II Create_Repl::_Sear:::h7able :r.e::,-::;d 
f• Get?ep!:.·F"tle'l"a"ne :-le::-.cd 
!•----------------------·--·· --------··------ ----··-·· 
/"' This method is used to retrle'-'~ ':!ie ::Ls::-;;ss:.on r:arres in :.:-.e 
f• TFileP.epl-_.·Table p~oper:.-_.· tab!e. Hm-.·e·:-:-r-, th-e: ez!sti:"l:;: :o::!"T""a': :n· 
1• TFileRepl-_.·Table is in the \?.epli•tl"ar--.e=?epi.·:"F:lena..,.,et for...,a:.th~s· 
1• ;.,;e have to ::-etrie·.•e all the Repl·:·F"iler:a;:-.-e: ri.e ?epl::?.tz:., fer •, 
1• sorting purposes. 
!·=======================================================~=========· 
public Vector GetP-eplyFileUamell 
( 
I I Initialise to 3, increment by 1 ·..:hen ·.rector grc..-s 
Vector RFName 
String RFileName 
Enumeration ReplyNames; 
= 
= 
new Vector ( 3, U ; 
"" -
• 
!/ First get all the discussion file name from 
!/ ReplySearchTable 
ReplyNames "' ReplySearchTable.keysll; 
while (ReplyNames.hasMoreElements(J: 
{ 
RPileName = ReplyNa~~s.nextElement(! .toStringtl; 
if (RPileName.equals(ft")) 
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System.out.println("Nul.l Str.ing .,,j II not bf~ <~ddNJ to 
} // if 
else 
I 
the Vector"); 
I I Add the element to t:h~ TPtlumr: Vr:ctor 
RF'Name.addE:lement (RF'i leflame); 
I I else 
} II while 
J/ Return a Vector object of the discussion fj le namo::.s 
return RFName; 
I I GetTopicFi leNa me ( l r-!et.hod 
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1*=================================================================*1 I* GetReplyintegerValue(Vector) Method *I 
l*-----------------------------------------------------------------*1 
/* The purpose of this method is to extract the integer values */ 
/* from the discussion names given to it. For example, if the name*/ 
/* TopicB.txt is supplied, the integer value 8 will extracted. */ 
/* These integer values are used by the program to do some */ 
I* sorting. *I 
/* NOTE : For the program to know where the integer is, it needs */ 
/* to know the location of character 'y' and the '.' char */ 
I* in the "Reply?. txt 11 string. *I 
1*=================================================================*1 
public Vector GetReplyintegerValue(Vector Reply_Names) 
{ 
II Initial size is 3, increment to 1 when the vector grows 
II Use to hold the extracted integer values from Reply?.txt 
II string 
Vector 
Vector 
RNumber 
RName 
Enumeration RNameVector; 
String ReplyName 
SearchY 
SearchDot 
MyString 
int Start Index 
End Index 
Reply_Number= 
new Vector(3,1); 
new Vector(3,1); 
Ill! 
"y", 
II IT 
!Ill. 
' 
0, 
0' 
0. 
' 
II Contains the discussion 
II name 
II The character needed for 
II sorting purposes 
II The character needed for 
II sorting purposes 
II The string that is 
II extracted 
II Index position of the 
II character 'c' 1 so that II the program knows where 
II it is. 
II Index position of the 
II character •. • 
II Initialise the topic 
II number when first started 
II Assign Local vector variable to point to the Vector 
II argument 
RName Reply_Names; 
System. out. println ("Contents are " + RName); 
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// Use the element(} method to return the Enumeration 
// interface for the Vector RNameVector 
RNameVector = RName.elements(); 
while (RNameVector.hasMoreElements()) 
{ 
II Get each of the Elements 
ReplyName RNameVector.nextElement() .toString(); 
System.out.println("Currently processing 
+ ReplyName) ; 
" 
// We increment the Start Index by one since we want to 
// start extracting the illteger value after the value 
II "c", otherwise the result will include the 'c' char 
Start Index ReplyName.indexOf(SearchY) + 1; 
End Index ReplyName.indexOf(SearchDot); 
try 
{ 
// Extract the character between the Start Index and 
I I End Index 
char Buf [] new char[End_Index - Start Index]; 
II Now Get the Characters 
ReplyName.getChars(Start_Index, End_Index, Buf, 0); 
// Now we have to convert the char in the buffer 
II (Buf) to a string object. We do this using the 
II code below 
MyString new String(Buf); 
System. out .println ( "MyString Value = " + MyString) ; 
// We then assign the extracted string object to an 
II integer value 
try 
{ 
Reply_Number Integer.parseint(MyString); 
RNumber.addElement(new Integer(Reply_Number)); 
system. out. println ( "RNumber contents 
+ RNumber); 
}. I I try 
catch(NurnberFormatException e) 
{ 
System.err.println(e); } II catch(NumberFormatException) 
catch(ArrayindexOutOfBoundsException e) 
{ 
System.err.println(e); 
II catch(ArrayindexOutOfBoundsException) 
" 
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} // try 
catch (St. ring I ndexOutOfBoundHEzc:r~pt i.on e) 
( 
Systf:m.err.println(e); 
II catch ! St r i nq r ndexOutOf Bounds Exception) 
II while 
return RNumber; 
II GetTopic[ntegerValuf:(IJector) method 
1·~=:========================================================~=====*1 
!• Bubb teSort (Vector, String J l'lethod *I 
/•-- -----------.- .. --- -------------------------- -----------*1 
!• This method can be used to sort both the topic and discussion */ 
/• names. One problem · ... ·ith using the Vector class is that the */ 
!• items are stored as object thus the Object "8" cannot be */ 
!• compared •...-ith Object "5" for instance to see if one is lesser */ 
I"' than the other. */ 
/. *I 
!• This met!1od ·...-ill retrie·:ed the objects in the Vector, convert */ 
/• it to a string object then to an integer value for comparison. */ 
f• The result is then bubble sorted and the string object */ 
!• "Topic?.txt" or "Replj·?.txt" '"'ill be concatenated as */ 
j• "TopicS.cxt'' or "?.epl"j3.txt" for e:-:ample. */ 
/• Hate that the result -,ill be sent as a single string seperated *I 
)• b-_.; the- •;:• character. */ 
!·==~=~~=:~=:=-~~---===============================================*/ 
public void Bubblesort(lfector Number_To_Sort, 
String Type_Of File) 
\ 
Vector RName Number new Vector(3,1); 
1/ Assign Vector argument to Local variable. 
RName Number 0 Number To _Sort; 
-
Object ObjectArray [] 0 new Object[RName_Number.size()]; 
int IntArraj' ~] 0 new int[RName Number.size(}] 
-
int Arraysize 0 0, 
First Number = o, II Contains the first 
II i value to check 
Second Number 0 0, II Contains the next 
II i value for checking 
Hold 0 0; II Variable to temporary 
II hold values for 
II swapping 
String Pile_Type 0 "" II The file name TAG 
Extent ion 
" . txt", II Th~ extention for all 
II files 
NameToClient = "" II Topic or discussion 
II name to be sent to 
//the client for display. 
Final FNames 0 "". II Contains the 
' II concatenated string 
II which include the 
II Strings "File_ Type" + 
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I I To allow this method to be able to ~c .. n t..>r~th tr--r..-ic 1. 
II discussion, this method nted tc.. 1-.m•·~; 'Hhitl fjJe lff.;'.: 1t. 
II is sorting so that the correct 11.:tme Cdn b~~ sent tr~ u,•: 
II client. 
File_ Type Type_Of_File; 
II Since items in a Vector are objects, the; cannot be 
I I compared if one is lesser than another, thus 'tJe cOpf a] J 
I I the objects in ?J.lame_Humber vector into the GbjectJ..nay 
I I which holds objects in array then con·1ert a11 the obj"='cts 
II into an integer value for sorting 
try 
{ 
RName Number. copyinto (Obj ectA:r-ray) ; 
} // try -
catch(ArrayindexOutOfBoundsEY.ception e) 
{ 
System.out.println(e.toString{J); 
} II catch 
II Determine the size of the Array 
ArraySize = RName_Number.size(J; 
II convert all objects into string then to th=ir integer 
II values and copy that to the Inthrray 
for {int i=O; i < Arraysize; i ++) 
{ 
System. out. println ("Object Array = " ... Objectnr::-ay [ij l ; 
for (int j=O; j< IntArray.length; j++l 
{ 
If Object item in Vector is converted to a string 
I I object first then to an integer value for sorting 
I I purposes 
IntArray (il = Integer.parseint 
(ObjectArray{i] .toString()); 
} // for 
} // for 
II Having all the integer at hand, we can now sort the array 
// from the largest number to the smallest 
for(int pass = 1; pass < ArraySize; pass++) 
{ 
for(int i = 0; i < IntArray.length - 1; i++) 
if(IntArray[i] < IntArray[i + 1]) 
{ 
I I Swap the values 
Hold = IntArray(i]; 
II Assign current value to the value of next 
II value 
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IntArray[i] IntArray[i + 1]; 
System.out.println( 11 Swap 11 +Hold+ "with 11 
+ IntArray[i]); 
II Assign value of next value to current value; 
IntArray[i + 1] = 
I I if 
Hold; 
} II for 
II Once all the data has been sorted, concatenate the sorted 
II integer values with the string "File Type" to form the 
// final file name (E.g "Reply" + 8 = "ReplyS.txt") Then 
II send all the file names to the client applet. 
for(int k=O; k<IntArray.length; k++) 
{ 
Final FNames File_Type + IntArray[k] + Extention; 
System.out.println("File names to search 
+ Final_FNames); 
" 
II Search the disCussion name that matches this file 
II name. Get all the result and sends everything to the 
// client as a single string seperated by '#' char. 
if (File_Type.equals ("Topic")) 
{ 
NameToClient 
I I if 
else 
{ 
NameToClient 
+= 
+= 
TopicSearchTable 
.getProperty(Final_FNames) + "#"; 
ReplySearchTable 
.getProperty(Final_FNames) + "#"; 
} II else 
} II for 
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try 
{ 
II Sent the SORTED discussion name to the client 
ToClient new PrintStream 
(Client.getOutputStream()); 
ToClient.println(NameToClient); 
System.out.println("SENDING TOPIC/REPLY NAMES TO CLIENT 
= " + NameToClient) ; 
} I I try 
catch(IOException el) 
{ 
System.err.println(el); 
II catch 
catch(NullPointerException e2) 
{ 
System.out.println("Reply Name not found in 
Reply_List.txt" + e2.toString()); 
// BubbleSort(Vector,String) method 
/*##########################################################*/ 
/* CREATE TOPIC & ITS METHOD */ 
/*##########################################################*/ 
/*=================================================================*/ 
/* Create Topic(String) Methods */ 
l*------------------------~----------------------------------------*1 
/* This method receives the Topic name from the client and updates*/ 
/* the Topic List.txt file. It creates the topic file. •/ 
!*===========~=====================================================*/ 
public void Create_Topic(String Topic_Name) 
{ 
String TFile 1111 II Topic file name to 
II create 
TN arne Ill! II Topic name send by 
II the client 
Full Path 1111 II Contains the full 
II path to the file 
FileTag "Topic",// Topic file name 
ExtentionTag " .txt"; II Topic file extent ion 
int TN arne Counter a, II Topic counter value 
Updated_Counter 0; II Contains updated 
II counter 
Topic_Count new File(TCount_FName); 
TN arne Topic_Name; II Topic name sent by the 
I I client 
II Check that the file exist, if it does then we can create 
// a topic file name for storing discussion information. 
if (Topic_Count.exists() ==true) 
{ 
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else 
{ 
TName_Counter read_TCounter(); II Get the counter 
II value from file. 
System~out.println("Initial Counter value 
+ TName_Counter); " 
II Check that the next topic file number is not more 
// than our maximum level set for the program. If 
II everything is fine, create the topic file. 
if (TName_Counter != MaxFiles) 
{ 
TFile FileTag + TName_Counter + ExtentionTag; 
I/_ Increment counter to produce next file name 
TNarne Counter++; 
I I if-
II Get counter to create NEW file name 
Updated_Counter TName_Counter; 
// Write Counter Value to the Topic_Count.txt file. This 
II way we know what the next topic name will be. 
// Write updated counter value to the Topic_Counter.txt 
I I file 
write_TCountFile(Updated_Counter); 
II Create NEW Topic file. 
II To do so, we include the FULL path so that the file 
// can create/save to the same location 
FullPath FileLocation + TFile; 
create_TopicFile(FullPath); 
II Use to update the contents in the Topic List.txt 
II When updating Topic List.txt file, we do not need 
II to include the full-path since we have done so for 
II the the Topic_List.txt file 
update_TopicFile(TFile, TName); 
System.out.println("Topic_Count.txt File does not 
exist 11 ); 
) II else } II Create_Topic() method 
1*=================================================================*1 
I* read TCounter() Method *I 
l*--------------------------~--------------------------------------*1 
I* This method is used to READ the counter value from the *I 
I* 11 Topic Count.txt" file *I 
1*========~========================================================*1 
public int read_TCounter() 
{ 
int Int Value 0; II Initialise variable 
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F i lc I nput!:a- :·earn TCount Input ; 
!! Op~n~; the tile TcJpic_Count.txt f1lr, and f"EI.!J UH: Cf ... ntr~nt!< 
// f1om it. 
try 
TCountlnput '"" ne-.... FJleinputStreamiTC:ount F!lum-:::1; 
if Read counte1· ·:alue from file 
Int Value TCountlnput. read I 1; 
II Close the Topic Count.txt file 
TCountinput.close{j; 
} //try 
catch{FileNotFoundException elJ 
{ 
System.out.println("File !lOT Found"); 
System.exit (lJ; 
II catch FileHotFoundEzception 
catchliOException e2l 
( 
System.err.println!"File not opened properly\n" ... 
e2. toString ( J J; 
System.e:dt (1); 
} II catch 
return Int_Value; 
} II read_TCounter method 
298 
I·~=~====··=··-===·==~====··=-==~~~5-~U3~=~---~ --==~-~----- •I 
1• w1·ite TCount:Fi le() Metho•J ~; 
1•------ - •I 
I* This method will WRITE th'~ updr~ted cr:>unt1<o-r 'la)ur: t<• thr~ •I 
I• Topic Count.txt file for new file n<Hnr~B tn !-A~ cn:ated. •I 
l••=============•a=~==•=n======•======~==~=~=~==•••~=••a=•=~~=~~'-aE•I 
public void 'Nt·ite TCountFi !e(int TCounterJ { -
rileOutputStream TCountOutput; 
I I Opens the file Topic_Count. txt file and VIRITE the 
II contents to the file. 
try 
{ 
TCountOutput = new FileOutputStreami'TCount_FlJamel; 
I I Writing updated counter value to the: Topic. Count. txt 
I I file 
TCountOutput.write(TCounter); 
System.out.println (TCounter + 11 value has been written to 
<<Topic_Count.txt>>"l; 
II Close the Topic_Count.txt file 
TCountOutput.close(); 
II try 
catch(FileNotFoundException ell 
{ 
System. out. println (TCount FName + 11 File NOT Found" 
+ el.toString()) 
System.exit (1); 
II catch FileNotFoundException 
catch{IOException e2) 
{ 
System.out .println ( "write_TCountFile () Method"); 
System.err.println(e2); 
I I catch 
} II write_TCountFile() method 
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1*=================================================================*1 I* create TopicFile() Method *I 
l*------------------------~----------------------------------------*1 
/* This method is used to create the topic file. An initial value */ 
/* of an empty string is first written to the file. */ 
1*=================================================================*1 
public void create_TopicFile(String TFName) 
{ 
DataOutputStream TFileOutput; 
String Content = 1111. 
' 
try 
{ 
TFileOutput new Dataoutputstream 
(new FileOutputStream(TFName)); 
System.out.println(TFNarne + 11 is created!!!"); 
TFileOutput.writeUTF(Content); 
TFileOutput.close(); 
II try 
catch(IOException e) 
{ 
System.out.println("Error writing to file ! ! " 
+ toString()); 
} II catch 
II create_TopicFile() method 
1*=================================================================*1 I* update_TopicFile(String,String) Method *I 
l*-----------------------------------------------------------------*1 
/* This method is used to update the topic files created and its */ 
/* respective topic names. The key to using only one file to */ 
I* update is the use of TopicTable property. *I 
1*=================================================================*1 
public void update_TopicFile(String TFile, String TName) 
{ 
FileinputStream 
FileOutputStream 
TListinput; 
TListOutput; 
try 
{ 
II FIRST READ the topic names from the Topic List.txt 
II Load them to the TopicTable Property Table 
TListinput new FileinputStream(TList_FName); 
TopicTable.load(TListinput);ll 
TListinput. close () ; I I 
Updates TopicTable 
Close Topic_List.txt file 
II PUT new topic names to the TopicTable Property Table 
II NOW WRITE topic names to the Topic_List.txt 
TListOutput new FileOutputStream{TList_FName) ; 
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II Put data to TopicTable property 
TopicTable.put(TNarne,TFile); 
TopicTable.save(TListOutput,"Topic FileNames & its 
Contents 11 ); 
II Close Topic_List.txt file 
TListOutput.close(); 
II try 
catch(FileNotFoundException el) 
{ 
System.out.println("File NOT Found"); 
Systern.exit(l); 
II catch FileNotFoundException 
catch(IOException e2) 
{ 
Systern.err.println(e2); 
} I I catch 
II update_TopicFile(String,String) Method 
1*##########################################################*1 
I* MANAGE REPLY DATA & ITS METHOD *I 
l*##########################################################*l 
1*=================================================================*1 I* ManageReply Data(String) Methods *I 
l*-------------------------~---------------------------------------*1 
I* This method receives the discussion name from the client and */ 
/* updates the Topic List.txt. It creates the discussion file and */ 
/* writes the discusSion data to newly created discussion file. */ 
1*=================================================================*1 
public void ManageReply_Data(String Reply_Info) 
{ 
int MaxNumbers 
String TN arne 
UN arne 
RNa me 
DateData 
Message = 
ImageN arne 
RContent 
NewRFName 
String ReplyData[] 
try 
{ 
StringTokenizer 
6. 
' 
1111 II Topic name 
Ill! II User/ Author's name 
!Ill II Discussion name 
1111 II Discussion date 
1111 II Discussion contents 
1111 II Image Name selected by user 
II as their response 
Ill! II FINAL discussion data string 
II to be kept in the Reply?.txt 
1111. II Newly Created discussion file 
' II name 
new String[MaxNumbers]; 
Tokens new StringTokeni·zer 
(Reply_Info,"#"); 
for (int i=O; i<MaxNumbers; i++) 
{ 
if (Tokens.hasMoreTokens()) 
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{ 
ReplyData[i] Tokens.nextToken(); 
System.out.println{"ReplyData = " 
} I I if } II for 
+ ReplyData[i]); 
II Start reading from array[l] because array[O] 
// contains the command string. 
try 
{ 
II Contains the TOPIC name 
TName ReplyData [0]; 
System.out.println("TName = " + TName); 
II Contains the DISCUSSION Name 
RName ReplyData[l]; 
System.out.println("RName = " + RName); 
I I Contains the' discussion date 
DateData ReplyData[2]; 
// Contains the User name 
UN arne ReplyData[3]; 
II Contains the discussion message 
Message ReplyData[4]; 
II Contains the Image name to be display on the 
II ReplyList 
ReplyData[5]; ImageName 
RContent UName + "#" + DateData + 11 #" + 
Message; 
System.out .println ( "RContent 
II try 
11 + RContent) ; 
catch(ArrayindexOutOfBoundsException e) 
{ 
System.err.println{"Array out of Bounds } II catch 
II try 
" + e); 
catch(NullPointerException e) 
{ 
System. out .println ( "NullException Caught" 
+ e.toString()); 
II catch(NullPointerException) 
catch(ArrayindexOutOfBoundsException e) 
{ 
System. out .println ("Array out of Bounds } II catch(ArrayindexOutOfBoundsException) 
II Create A NEW discussion file name 
II (Only the Filename NOT the FILE itself) 
" + e) ; 
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NewRFName Create Reply(); 
System.out.println("created Following File = " + NewRFName); 
// Create NEW discussion file and write discussion data to 
II it. Also updates the discussion (Reply_List.txt) file 
Update_ReplyFile(NewRFName, RName, RContent, ImageNarne); 
II Update the Topic?.txt file to include the discussion name 
II and the Image name as well 
Update_TopicFile(TNarne, NewRFName, RNarne, ImageName); 
II ManageReply_Data(String) method 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
I* Update_ReplyFile(String,String,String,String) Method *I 
1*-----------------------------------------------------------------*l 
/* This method is used to create a discussion file and writes */ 
I* data to the file. The key to using only one file to update is *I 
I* the use of TopicTable property. It also updates the *I 
I* Reply List.txt file. *I 
1·~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~·1 
public void Update ReplyFile(String RFName, 
- String RName, 
String RData, 
String Image_Name) 
II Create Reply?.txt with contents 
Create_RFile(RFName, RData); 
II Update the Reply_List.txt system file 
Update_RListFile(RFName, RName, Image_Name); 
} II Update_ReplyFile(String,String,String,String) method 
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I*##########################################################* I 
I* CREATE REPLY & ITS METHOD *I 
l*##########################################################*l 
1*~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~*1 
I* Create Reply() Methods *I 
l*------------------------~----------------------------------------*1 
/* This method creates a different discussion file name for the */ 
/* discussion contents to be stored. It also updates the */ 
/* discussion counter so that a different discussion file name can*/ 
I* be created. *I 
1*~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~*1 
public String Create Reply() { -
int RName Counter 0. 
' 
String RFile II II I I 
II 
Discussion file to be 
created 
FileTag 
ExtentionTag 
"Reply",// 
... txt";// 
II 
Discussion file name 
Discussion file 
extention 
// Read counter and create discussion file 
II Get Counter Value from the Reply_Count.txt file 
RName Counter read_RCounter(); 
System.out.println("Counter Retrieved in Client 
+ RName_Counter); 
II Creates the discussion (Reply?.txt) file 
if (RName_Counter !~ MaxFiles) 
{ 
" 
RFile FileTag + RNarne_Counter + ExtentionTag; 
System.out.println("Reply File Created= " + RFile); 
// Increment counter to produce next file name 
RName Counter++; } II if-
II Write the updated counter value to the file 
System.out.println( 11 Updated counter= " + RName_Counter); 
II Writing updated counter value to the server 
write_RCountFile(RName_Counter); 
return RFile; 
} II Create_Reply() method 
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1*=================================================================*1 I* Create RFile(String,String) Method *I 
1*--------------------~--------------------------------------------*l 
/* This method is used to create the discussion file. The name of */ 
/* the discussion file is sent to the server by the client. */ 
1*=================================================================*1 
public void Create RFile(String RFName, 
- String Content) 
{ 
II For creating discussion File 
FileOutputStream RFileOutput; 
II For printing data as a string to the Reply?.txt file 
PrintStream PrintToFile; 
_JJ When creating a new discussion file, we have to give it 
II the full path 
String Full Path !Ill. 
' 
int Voted 0, II Number of people who has 
II submitted their opinion 
Not_Voted 0, II Number of people who has not 
II submitted their opinion 
InFavour 0, II Number of people who are in 
II favaour of the discussion 
Not InFavour= 0; II Number of people who are 
- II against the discussion 
// Before we create the discussion file, add the following 
II values to the discussion file so that it can be used by 
// the "Opinion Poll 11 system to calculate the necessary 
I I values. 
II [1] Reply Filename (Reply?.txt) 
II [2] Total no.of People Participating 
II [3] Number of people GIVEN OPINION 
II [4] Number of people NOT GIVEN OPINION 
II [5] Number of people IN FAVOUR of discussion 
II [6] Number of people AGAINST the discussion 
II NOTE : 
II 
The number of people who has NOT voted is equal 
to the TOTAL number of people initially NOT zero 
Not Voted TotalNumber; 
Content += "#" + RFName + "#" + TotalNumber + 11 #" + 
Voted + 11 #" + Not_Voted + "#" + InFavour 
+ "#" + Not_InFavour; 
II When we are creating a new discussion file, we have to 
II supply it the full name. BUT if we just want to retrieve 
II the discussion file names to a Property table, just the 
II discussiob file name will do. 
Full Path FileLocation + RFName; 
try 
{ 
RFileOutput = new FileOutputStream(FullPath); 
II Print data to the file specified 
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PrintToFile = new PrintStream(RFileOutput); 
PrintToFile.println(Content); 
RFileOutput.close(); 
II try 
// Print data to file 
II Close the file 
catch(FileNotFoundException el) 
{ 
System.out.println(RFNarne + 11 File NOT Found" 
+ el.toString()); 
System.exit(l); 
} // catch FileNotFoundException 
catch(IOException e2) 
{ 
System.err.println(e2.toString()); 
System.exit(l); 
II catch 
// Create_RFile(String,String) method 
/*=================================================================*/ 
/* Update RListFile(String,String,String) Method •/ 
/*----------------~------------------------------------------------*/ 
/* Used to update Reply_List.txt file. The Reply_List.txt contains*/ 
/* all the discussion names created by the program By opening it 1 */ 
/* it allows the discussion file name to be written sequentially */ 
I* to the Reply List.txt file. */ 
!• - •! 
/* Since we are using ImageList, the image name(which we use to */ 
/* represents user reply response) will be attached to the */ 
/* discussion name seperated by the '-' char. */ 
/*=================================================================*! 
public void Update_RListFile(String RFName 1 
String RNarne, 
String Irnage_Name) 
FileinputStream 
FileOutputStream 
RListinput; 
RListOutput; 
II First Load ReplyListTable with previous discussion names 
I I and values 
try 
{ 
// Clear the ReplyListTable first 
ReplyListTable.clear(); 
RListinput new FileinputStream(RList_FName); 
II Load the ReplyListTable property 
ReplyListTable.load(RListinput); 
II Close the file 
RListinput.close(); 
II try 
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cat. ch ( F i 1 eNot Foundr-;x.cept ion e 1 ) 
\ 
Sy"t~m.out.println("File f/OT Found"); 
s:-·stem.exit:(J); 
/ / c.1 t ch F i I P.-tlot FoundExcept ion 
c,l.tchi!OException e2l 
System.et·r.println(e2); 
/1 catch 
I! Update the ReplyListTable •11ith new discussion names and 
II '-'alue 
tr·..r ( -
P.ListOutput ne'll FileCutputStream(RList_FName); 
II Combine discussion name + Image Name b4 we put the 
II key into the P.eplyListTable Property table. 
String Mod if iedKey = Rtlame + "-" + Image_Name; 
I I Use discussion names as Key and discussion file name 
/1 as value 
ReplyListTable.put(ModifiedKey,RFName/; 
I I Sa•1es the ne·...,ly updated value 
ReplyListTable.sa'.'e (RListOutput, "Reply FileNames & its 
Contents") ; 
II Close the file 
?.ListOutput.close(l; 
I I 'ry 
catch(FileNotFoundException e3) 
( 
System.out.println("File NOT Found"); 
System.exit (1); 
I I catch FileNotFoundException 
catch(IOException e41 
( 
System.err.println(e4); 
} // catch } II Update RListFile(String,String,String) method 
I*=============~===================================================* I 
/* Update_TopicFile(String,String,Strins,String) Method */ 
/*-----------------------------------------------------------------*/ 
!• This method is used to update the Topic?.txt file that should */ 
j• contain this reply. This method will search the Topic_List.txt */ 
/• file to find the Topic FILE name that is associated with this */ 
!• Topic name. */ 
I·==========================================~=====~================* I 
public void 
( 
Update TopicFile(String TName, 
- String Reply FName, 
string RNa me, 
String Image_Name) 
II First Update the TopicTable property from data 
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II retrieved from Topic_List.O~t 
Update_TopicTable(); 
II Now find the Topic File name F.. updates thr: Topic'~.t.zt: 
II flle with the discussion name and Jmage uam"': ');, '#~ll 
II Search for Topic FIL~ name 
FindTFi leName (TN a me ,Rep!.y_t"Jame, PJJame, lmage_/Jam":l ; 
} II Update_TopicPile(String,String,String,StringJ method 
l*===================·========·==·=-~=·===========·================·1 
I* Update TopicTable I J !l!ethod • I 
1*------------------------~----------------------------------------·l 
I* This method opens the Topic_List. txt and updates the ·ropl cTab!e• I 
I* property table. The TopicTable property table is used to •I 
I* retrieve the Topic File flame that is associated ·,;ith ~he Topic •1 
I* name in Topic List.txt file. •/ 
I*===============:=================================================·J 
public void Update_TopicTable() 
( 
PileinputStream TListinput; 
try 
( 
II First Clear the TopicTable property the~ load the 
II Topic_List.txt file to the TopicTable p~operty lis~-
TopicTable.clear{); 
TListinput = new File!nputStream(TList_BJamE); 
TopicTable.load(TListinput); 
TListinput.close{J; 
} I I try 
catch(FileNotFoundException ell 
{ 
System.out.println("File NOT Found"); 
System. exit ( 1) ; } II catch FileNotFoundException 
catch(IOException e2) 
( 
System.err.println(e2.toString()); 
System.exit(1); 
) II catch 
} II Update_TopicTable() method 
1*=================================================================*1 
I* FindTFileName(String,String,String,String) Method *I 
l*-----------------------------------------------------------------*1 
/* This method is used to retrieve discussion name in TFileTable * 1 
I* property using the topic name sent by the client. The retrieved*/ 
I* discussion names is then output to the discussion file. */ 
I*=================================================================· I 
public void FindTFileName(String TopicName, 
String RFName, 
String ReplyName, 
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Str·ing Irnag~_.ll.:tmt::l 
// Contain tht: FUL!... PATH to the Topic!'.txt fi !•.: 
St:l·ing F'ul!Pdth ..... . 
F'ile TFilename; 
String Topic_Filename ~ "H' . 
try 
( 
II Get topic file name associated ·...-ith topic name gi·Jen 
II byclien'C 
Topic_Filename TopicTa.ble 
.get?rope:ctyiTopicJiame, "TOP!C !l:.ME.S Y..IES 
NOT EXIST" i; 
System.out.printl:J.("'Topic Filename="- Topic_File!lamel; 
I I Check i: t.he :cequested ~opi-:- file r.ame exis~s 
II Before c~eci::ing. gi ·.·e it the f!.l-11 path to -:.be 
I I file. To change a!l:: patb fa!' ne·,, use:-~. jus:. cha:-:ge 
II t:!-:e 1:ariable "'File-Location" at. ::op o: prog:--a:r. 
F~ll?a.:h FileLo::a:.ior:. - Topic_File::a:r.e; 
System.o~;t:.print.l:-:'"'Topic File FULL ?;..T:-i = "- F!;ll?at:::l; 
TFilename = ne-...· File<Full?athi; 
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II Check if the r i Je eY.iBlD. 
if (TF'i lename.exist!;(J) 
I 
) 
else 
I 
Update_ReplyTable(Ful ]Path); 
II Updatf! Topic·~.txt 'Hith di!lcur.;nion name and frrhJ9f:' 
I I name 
open TFile To'rlrlte{FuliPath, P.Fllame, 
- - Rep 1 ytlame, J mage _JJame J ; 
System.out.println("Requested Topic Filename HOT 
FOUND"); 
) II try 
catch!NullPointerException e) 
{ 
System. out. println {"ERROR LOCATING TOPIC NAIIJE IN 
Topic_List. txt ! " + "System Err Ji!sg => " + e. toString ()); 
} // catch 
II FindTFileName(String,String,String,String) method 
/*======================~==============~========================~==·! 
/* Update_ReplyTable() 11ethod •j 
1•-----------------------------------------------------------------•j 
/* This method open the Topic?.txt file for reading and updates */ 
!• the ReplyTable property. ReplyTable is later used to update the*/ 
!• Topic?.txt file. •1 
I*=================================================================* I 
public void Update_P..eplyTable (String Topic_FName) 
{ 
FileinputStream TFileinput; 
try 
{ 
II First Clear the ReplyTable propert, then load the 
II Topic file name to the ReplyTable property table. 
ReplyTable.clear(); 
TFilelnput = new FileinputStream(Topic_FName); 
ReplyTable.load(TFileinput); 
TFileinput .close{); 
) II try 
catch{FileNotFoundException ell 
{ 
System.out.println("File NOT Found"); 
System.exit{1); 
} II catch FileNotFoundBxception 
catch (IOBxception e2l 
{ 
System.err.println (e2. toString ()); 
System.exit (1); 
) II catch 
310 
Ar•••:~IJIX C : Sc11 tu·•: < 'IIUf: ISt:Rvt:R Slut: I 
} //Update ReplyTable() method 
1··--·==•;=======~===========-·=======--··=~==:=============-==·==:~J 
I• open TPile ToWriteiSt.ring,String,String,Stringl Hethod •1 
1•-··----.--:: ..... -:.. -------------···--- ··----- •I 
!• Used to open the Topic?.txt file. By opening it, it allmm tho:: •/ 
I• Topic file name to be written sequential.ly to the •/ 
!• Topic List.txt. file. If the file is open r. close before the •1 
/• new data can be writen to it, data will be o•Jerwri.tten. •I 
!*==============================================·=================~·; 
public void open_TFile_ToWrite(St.ring TFile, 
{ 
FileOutputStream 
String RF.!ply_F!lame, 
String R!lame, 
String Image_llame) 
TFileOutput: 
II Open the topic file and •,o~rites the discussion names to it 
String Topic_FName TFile; 
try 
{ 
System.out.println("Opening " + "Topic FName"); 
TFileOutput new FileOutputStream(Topic FName); 
System. out. println ("Writing Reply data to file ... "); 
II Combine discussion name and Image name b4 inserting 
II into the ReplyTable property table 
String ModifiedKey = RName + "-" + Image_Name; 
II Place new data to ReplyTable 
ReplyTable.put(ModifiedKey,Reply_FName): 
II Save the new data to ReplyTable 
ReplyTable. save (TFileOutput, "Reply Names Related to 
This Topic") ; 
TFileOutput.close(); 
System. out .println ("Closing " + "Topic_FName"); 
} // try 
catch ( IOBxception e) 
{ 
System.err.println(e.toString{)); 
System.exit{l); 
} // catch 
} // open_TListFile_ToWrite{String,String,String,String) method 
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I • n:ad RCounter l 1 Methvd ~ 1 
I • - · ·I 
1• This method is uced to read Lht:: count(,r "Ji11Uf: fn:..m lh•= •1 
I• "Topi-c Count.txt" file. •1 
1•=~=-~===:==E~~:;:;:m;=~=====;=~~==~~~;~~=~=~~~~~~====•n======•===•/ 
public int read F'Counter() 
( 
int lnt Value 0; II Initialise ·,ariablf.: 
File I nputSt ream RCount 1 nput; 
try ( . 
RCountinput "' n<!w FileinputStreamfP..Count FUameJ; 
II Read counter ·1alue from file 
Int._ Value RCountinput.read(J; 
II Close Topic_Count.txt file 
RCountinput.closel); 
} II t~· 
{atch ( F i let~otFoundException elJ 
System.out.println(P..Count. F!iame - " File HOT Found"); 
System. e:d t. ( 1) ; 
I I catch FileNotFoundException 
catch(IOExcection e2) ( . 
System.err.pr.intln(e2.toStringl)l; 
System.exit (lJ; 
I I catch 
return Int_Value; 
} II read RCounter method 
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/•=mm=~m~=======m==============•==•=•~m===~~===~==~~~;~~~=•=====~=~*l 
I• write HCOUIItF'i !e(J M11thod *I 
1*-· - •I 
I" This method 'Nill w1·ite the updated count.."'r 'Ja)ur~ tr; Utr! •1 
I" Topic Count .txt" ftle fo1· tJEW f 1\e namen t'l be r;rb"l\.r.:~d. '"I 
I*====-="'--""""""~=====-="'="""""""""'""""===-= =o>>< m.~ = """; "'-"" ====='"' """ =c·o ~ -'- '· ~ '/ 
public void writ.e RCountFile{int Pcounte!") ( -
Fi leOutputStream RCountOutput; 
try 
( 
RCountOutput ne·..,. F i leOutputStream {P:Caunt _ FUame) ; 
II Writing updated counter •talue to Topic.Count.txt 
RCountOutput.write(RCounter); 
System.out.println(RCounter + " '.!alue has been 'dritten to 
<:<Reply_Count.txt>>"); 
II Close the Topic_Count.txt file 
RCountOutput.close(); 
II try 
catch(FileNotFoundException el) 
{ 
System.out.println(RCount_FHame ... " File UOT Found" 
+ el.toString{J); 
Sjfstem.exit {1); 
I I catch FileHotFoundException 
catch(IOException e2l 
{ 
System. out. print ln ( "·""r i te_RCountF i le ( ) !"let hod" J ; 
System. err. println (e2) ; 
II catch 
II write_RCountFile() method 
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/*###~~#~~~~#~~##4#~#####U########~#######U#r.P########H#####*/ 
/• UPfl/\fE OI•I!J!fJfJ l'f_1I.J. ;, It!; 1-'!<·l!J<./1 •/ 
/*###~#H~#####ij####~########~####PP##nn#n#nnnn~nunn~n~nnnnnn•! 
l•ooooo,................ ..•.•.• ··I 
!• Updat·e_Opllli'Jili'')J!(;;t,in{jl !J[•_,-!h;,rJ~: •( 
I• • I 
I* This method ba;,Icall·/ update!; th•_,. •Ji:v:u:::;i'Jtl n.-~rr·~~!P•_:plf?.•.z• •! 
/• to reflect the Jastest n~!_;ult of the opi!'lion p':.ll J ·~f t-.hr: •; 
/* discussion thnt the user hds c:ho!if::'n to gi·tr: the1r 'Jpini•_;n •..~n. •! 
/*===·===••===~===============================~============~=====~=·! 
public void Update_OpinionPoll !String Peply_lnfo1 
{ 
int r.taxUumbers 9; 
String RFileUame "" II 
II 
II 
II 
II 
D.iscussion file name to 
utlame 
DateData 
Message 
0 
"" 
I I Opinion Poll resul t.s 
Total 
Voted 
NotVoted 
Against 
RContent. 
0 
0 
0 
0 
"" II 
.... I ' 
'I 
II 
"" II 
II 
"" II 
II 
"" II 
II 
""; I I 
II 
update the data 
Use~ I huth':lr 's name 
Discussion date 
Discussion contents 
Tot. a 1 number of ·;0ters ·;ot i ng 
Humber of people .,.h0 ha·;e 
·toted 
Humber of people 'hhO ha·.-e !lOT 
•Jot.ed 
Humber of people · ... :ho are ~n 
fa·toured a:: the dlSCUSS!0:1 
!lumber of people ·,:he are IICJT 
in fa·.'oured of the discussion 
Fif1AL P:eply Data string to be 
kept in the P:epl 'j"? • txt 
String ReplyData [) = new String[l·1axi-Jumbers]; 
try 
{ 
StringTokenizer Tokens "" 
for (int i=O; i<MaxNurnbers; i++) 
{ 
if (Tokens. hasMoreTokens () ) 
{ 
new StringTokenizer 
{P.eply_Info, "#") 
ReplyData [i] = Tokens. nextToken () ; 
System.out .println ( "ReplyData = " 
) II ) II for if 
+ Replyoata[i]); 
II Start reading from array{l] because array(O] 
I I contains the command String. 
try 
{ 
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I I Th•· IJr;•·t n;uro•· 
II ln::':•t:::H'•h d.;t•, 
U!Jame 
U<~teDaf.;; 
Ness-oge 
fil::pl tPiJI •• IUJ; 
l'epl tPat ••II J; 
p.-,p I ·;IJ<t t .-. 17. I II JJiw:•J!::~i·,u r:•,n~•:n1.:; 
II Cont.• in:; t.h•! dir:cunt;l•m f i l•: n-1m•1 t_r, !l[,rj.-,!.•· 1 !1•· 
II info 
RF'ileflame "' RepJ·;JMta!~l; 
System.out.pr·intln!"Peplf Fi l~!llam-:"" '' • J'Filr.:J/.Jrn'ol 
II Total numbe1· of peopl!! participating in thl"! 
II opinion poll 
Total ReplyData{4); 
II Number of people ·,,.-ho has submitted their opinivn 
Voted ReplyData [51; 
II Number of people ·..;ho has not zubmitted their 
II opinion 
Not. Voted Repl:,.•Data [?); 
II Number of people ·..,·ho are in fa·J"our of t.he 
II discus ion 
InFavour = P.epl i'Dat.a [7) ; 
I I Number of people 'Nho are against the discussion 
Against = ReplyData (8] 
RContent = UName ... "=" + DateData + ":;" ... 
Message • ·=·· + RFileName + "d'' • 
Total + "#" + Voted + ".:!" ... tlotVoted 
+ "#" + InFavour + "t!" + F.gainst; 
System.out.println("Data to update " + RFileName 
+ " = " + RContent); 
I I try 
catch(ArrayindexOutOfBoundsException e) 
[ 
System.err.println("Array out of Bounds="+ eJ; 
II catch 
} I I try 
catch(NullPointerException e) 
[ 
System.out .println ("Null Except ion Caught" 
+ e.toString()); 
} II catch{NullPointerException) 
catch(ArraylndexOutOfBoundsException e) 
[ 
system.out.println("Array out of Bounds= " + e); } II catch(ArraylndexOutOfBoundsException) 
II Opens the discussion {Reply?.txt) file and write th-e NEW 
II discussion data to the file. 
Update_ReplyFile(RFileName, RContent); 
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} // tJpdate_OpinionPoii!Str·inql rw:-th(,rJ 
Update-_ Pepi·;Fil(•lStlln<],:;r_, iwJl 
Th i:.; met hod cht:clw that 
the UE\·1 discu!J!lion datil 
t lw f.'(•pl/' Fi !(· that. 
r~xi!ll~;. If it du·~~;, 
i !l u~;<:d IJ; 
th•.:n ·,n i '-~~ 
upd'J'.'' 
t h·~ 
., 
• I 
•/ 
•j 
/• tJEii data to it_ •/ 
i·-------··--·---··-················································1 
public void Update_P.eplyFi le !String P.eplf_F'i lenam'.':, 
String PeplJ_CQntentJ 
( 
File P.:epl y_Fi le; ll The dis-:ussion file name obj":ct 
String RF'ilerJame 
?:Content 
Full Path 
"" 
""; 
II 
II 
II 
II 
II 
II 
The discussion file name to 
update 
The contents to be updated to 
discussion file 
Contains the absolute path to 
locate the file 
I I Assign global · .. •ariable to local ·;ariables 
RFileName 
?.:Content -
Repl"f_F'ilename; 
Reply_Content; 
I I Before we · ... -rite to the file, ·.:e ha·;e to supply 
II the FULL path name so that the file can be found. 
Full Path FileLocation ... RF'ile!lame; 
Reply_File ne-...· File\FullPathJ; 
II Check that the file exist, if it does, update data to it. 
if (Reply_File.exists() ==true) 
{ 
II Hrites the NE~I discussion data with the updated 
II Opinion poll results to the discussion File 
II fReply?.txtl 
WriteTo_ReplyFile(FullPath, RContentl 
) 
else 
{ 
System.out.println(RFileName + " File DOES NOT EXIST for 
updating!!!"); ) II else } II Update_ReplyFile{String, String) method 
I*================================================================*/ 
I• WriteTo_ReplyFile{String,String) Methods */ 
l*-----------------------------------------------------------------*1 
/* This method writes the NEW Reply data and the updated opinion •1 
I* poll results to the existing discussion file. *I 
I*=================================================================* I 
public void WriteTo_ReplyFile(String Reply_Filename, 
String Reply_Content) 
{ 
FileOutputStream RFileOutput; 
PrintStream PrintToFile; 
II 
II 
II 
II 
For Creating discussion 
File 
For printing data as 
string to the Reply?.txt 
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try 
( 
RFi leOut.put "' ne'd Fi leOtHputStrearniPE:plJ~Fi !enamel; 
li Inntantiate the Print.Slream Object 
PrintToFi !e =o ne·..: ~rint.Stream(PFileOutput); 
II Print data to the file 
Pri ntToFi le .print in (Rep I y ~Content); 
II Close the file 
RFiieOutput.close(J; 
} II try 
catch(FileNotFoundSxception ell 
( 
System.out.println(P.eplf_Filename +"File NOT Found''); 
System.exJ.t(ll; 
} // catch FileNotFoundException 
catch{lOExceotion e2J ( -
System. err. pr intln (e2. toString ()) ; 
System.exit il J; 
} II catch 
} // WriteTo_ReplyFile(String, String) method 
} II ExecuteiconVote Class 
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