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Tato bakalářská práce se zabývá vytvořením informačního systému pro školu bojových
umění. Charakterizuje pojem informačního systému, popisuje návrh a implementaci infor-
mačního systému. Součástí práce je také porovnání několika PHP frameworků. Vytvořený
systém je platformně nezávislý a je založen na technologiích CakePHP, MySQL, HTML,
CSS, Javascript.
Abstract
This bachelor’s thesis deals with the creation of an information system for a school of
martial arts. It characterizes the concept of information system, it describes the design and
implementation of an information system. The work also includes a comparision of several
PHP frameworks. Developed system is platform independent and is based on technologies
CakePHP, MySQL, HTML, CSS, Javascript.
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V dnešní době hrají informační systémy důležitou roli v mnoha oblastech lidského života.
Klasická podoba informačních systémů jako kartoték dnes téměř vymizela. Byla převedena
do podoby automatizované pomocí počítačů. Téměř každý člověk se tak s nějakou formou
této technologie již setkal, ať už v práci, při studiu či při online nakupování. Informační
systémy slouží jako podpůrné prostředky pro rozhodování a řízení. Poskytují tak svým
provozovatelům konkurenční výhodu, což bylo zřetelné především v době, kdy ještě nebyly
tolik rozšířené.
Tato práce si klade za cíl vytvořit informační systém pro školu bojových umění Tai-ji,
který by měl jeho uživatelům pomoci při provádění elementárních úkonů týkajících se školy.
Ať už jde o studenty, kteří ho využijí k přihlašování na akce a tréninky, či lektory, jimž by
měl usnadnit vedení agendy studentů, akcí a tréninků školy nebo pohodlnou správu článků
a aktualit skrze webové rozhraní bez znalosti webových technologií.
Kapitola 2 obsahuje úvod do základních pojmů týkajících se vývoje informačních sys-
témů.
V kapitole 3 představím jedenáct vybraných PHP frameworků určených pro vývoj webo-
vých aplikací. Tato kapitola obsahuje i srovnání těchto frameworků na základě zvolených
kritérií.
Součástí kapitoly 4 je specifikace požadavků zákazníka, jejich analýza a formalizace do
podoby modelu případů užití a entitně-relačního diagramu.
Samotná implementace informačního systému je popsána v kapitole 5.
V kapitole 6 se zmíním o průběhu testování výsledného informačního systému a jeho pře-





V této kapitole vysvětlím pojem informační systém. Uvedu obecné schéma informačního
systému a zaměřím se na životní cyklus informačního systému. Na tomto místě také popíšu
techniky modelování používané při vývoji informačních systémů. Následně krátce před-
stavím technologie použité pro implementaci informačního systému. Zde uváděné pojmy
využiji v dalších částech této práce.
2.1 Informační systém
Informační systém [1] je charakterizován jako otevřený systém, umožňující sběr, přenos,
zpracování, uchování a poskytování dat. Otevřený systém je takový systém, který je ke
svému okolí připojen tokem zdrojů, tzn., že je se svým okolím v interakci. Má tedy vstupní
a výstupní část. Informační systém je kolekcí lidí, technologických prostředků (hardware)
a metod (software) nakládajících s daty. Pod pojmem data rozumíme údaje reprezentu-
jící skutečnost. Jsou schopná přenosu, uchování, zpracování či interpretace. Interpretací
dat vznikají informace. Konverzi dat na informace však neprovádí informační systém, ale
samotný uživatel. Shodná data tedy mohou mít pro různé uživatele různý význam (séman-
tiku). Takový jev je většinou nežádoucí a musíme zajistit shodnou interpretaci dat u všech
uživatelů.
2.1.1 Schéma informačního systému
Na obrázku 2.1 je uvedeno základní schéma informačního systému. Vstupní část reprezen-
tuje část informačního systému sloužící ke vkládání dat do systému. Naproti tomu výstupní
část je určena pro získávání dat ze systému. Mezi vstupní a výstupní částí dochází k transfor-
macím dat prostřednictvím procesů. Procesem zde rozumíme funkci zajišťující sběr, přenos,
zpracování, uchování a distribuci dat. Důležitou částí informačního systému jsou data, jenž
uchovávají stav systému. Výstupy tak vznikají kombinací vstupních dat a stavu systému.
Tento mechanismus je označován jako zpětná vazba.
2.1.2 Životní cyklus informačního systému
Od okamžiku rozhodnutí o vytvoření informačního systému až do okamžiku ukončení jeho
provozu prochází informační systém různými fázemi, které souhrnně označujeme jako životní
cyklus informačního systému. [2] Můžeme říci, že životní cyklus informačního systému je
vpodstatě shodný s životním cyklem obecného softwarového produktu.
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Obrázek 2.1: Schéma informačního systému
Etapy životního cyklu informačního systému
• Analýza a specifikace požadavků – v této fázi probíhá definice požadavků na in-
formační systém ve spolupráci se zákazníkem. Požadavky na informační systém musí
být specifikovány co nejpřesněji, jinak hrozí chybný návrh informačního systému.
• Návrh – formalizace získané specifikace požadavků do podoby diagramů – např. dia-
gram případů užití, entitně-relační diagram.
• Implementace – implementace informačního systému na základě návrhu. Důležitý je
také výběr vhodných implementačních technologií.
• Testování – tato fáze slouží k nalezení a odstranění chyb, které vznikly v předchozích
fázích.
• Zavedení systému – instalace a zavedení informačního systému do provozu organi-
zace.
• Provoz a údržba – samotný provoz informačního systému. Neustálá kontrola správné
funkčnosti systému, provádění aktualizací. Cílem je, aby tato fáze byla co nejdelší.
• Ukončení provozu – do této fáze svého životního cyklu se informační systém dostává,
pokud již nesplňuje naše požadavky. Většinou probíhá současně se zaváděním nového
informačního systému.
Tato práce se bude zabývat prvními pěti body životního cyklu informačního systému.
To tedy znamená od analýzy a specifikace požadavků až po zavedení systému do provozu.
Další fáze, provoz a údržba, bude teprve následovat.
2.2 UML
Modelovací jazyk UML (Unified Modeling Language) [3] je jazyk pro specifikaci, vizualizaci,
návrh a dokumentaci systému. Jeho autory jsou Grady Booch, Jim Rumbaugh a Ivar Ja-
cobson. Metodika UML vznikla spojením vlastních metodik uvedených autorů pod záštitou
společnosti Rational Software (dnes součást IBM). Standard UML definuje standardiza-
ční skupina OMG (Object Management Group). Používanou částí UML jsou především
diagramy, např. diagram tříd, digram komponent, diagram případů užití aj.
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Diagram případů užití
Diagram případů užití [3] (angl. Use Case Diagram) zobrazuje funkcionalitu, která bude
v budoucí aplikaci podporována. Každý jednotlivý případ užití definuje jeden z možných
způsobů použití systému. Diagram případů užití se skládá z elementů aktér a případ užití.
Aktér představuje roli , pod kterou uživatel vystupuje v rámci systému. V diagramu je
značený figurou. Případ užití je sada scénářů, která má za úkol splnit určitý cíl. V diagramu
je značen oválně.
2.3 Konceptuální modelování
Podstatou konceptuálního modelování je zabývat se modelováním skutečností reálného
světa, nikoliv fyzickou reprezentací dat. V pozdější fázi návrhu systému je konceptuální
model transformován na logický model databáze, tzn. tabulky databáze. Nejběžněji užíva-
ným konceptuálním modelem je entitně-relační model.
Entitně-relační diagram
Entitně-relační diagram (ER diagram) [4] je používán pro zobrazení konceptuálního mo-
delu dat. Zobrazuje tedy data tzv. v klidu, tzn. neukazuje operace, které budou na datech
prováděny. Sestává ze tří částí. Entit, atributů entit a vztahů mezi entitami. Entity jsou
objekty reálného světa, např. Osoba, Kurz atp. Každá entita je reprezentována množinou
atributů. Osoba může být např. tvořena atributy jméno, příjmení, datum narození a ID, což
je atribut jednoznačně identifikující konkrétní osobu. Takový atribut je nazýván kandidátní
klíč. Jeden z kandidátních klíčů je zvolen jako primární klíč. V našem případě bude tedy
primárním klíčem již zmíněný atribut ID, protože je jediným kandidátním klíčem entity
Osoba. Jednotlivé entity jsou mezi sebou propojeny vztahy. Např. Osoba si zapsala Kurz. V
ER diagramu jsou entity značeny obdélníkem, atributy jsou vepisovány dovnitř obdélníku




Jedná se o multiplatformní, open source PHP framework. Podrobněji v sekci 3.3.2 na
straně 12.
2.4.2 MySQL
MySQL [5] je jedním z nejpoužívanějších relačních databázových systémů. Byl vytvořen
firmou MySQL AB, nyní je však vlastněný společností Oracle Corporation. Díky dvojité
licenci je možné MySQL používat i zcela zdarma. Nasazením tohoto systému lze tedy oproti
komerčním produktům ušetřit nemalé finanční prostředky. Jistou zásluhu na jeho rozšíření
mají i webhostingové společnosti, které nabízí databázi MySQL jako výchozí pro hostované
weby. Jak z názvu vyplývá, pro komunikaci s databází využívá strukturovaného dotazova-
cího jazyka SQL (Structured Query Language).
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2.4.3 HTML
HTML (HyperText Markup Language) [6] je značkovací jazyk určený k tvorbě hypertexto-
vých dokumentů. Vznikl v roce 1991 pod vedením Tima Berners-Lee. Byl vyvinut z univer-
zálního značkovacího jazyka SGML (Standard Generalized Markup Language). Základem
jazyka HTML jsou značky (tagy) a jejich atributy. Pomocí značek definujeme význam (sé-
mantiku) dané části textu HTML dokumentu – nadpis, odstavec a další.
2.4.4 CSS
Jazyk CSS (Cascading Style Sheets) [6] vznikl v reakci na požadavek oddělit vzhled do-
kumentu od jeho obsahu. Umožňuje pokročilé možnosti formátování obsahu dokumentů
vytvořených značkovacími jazyky HTML, XHTML (Extensible HyperText Markup Langu-
age) či XML (Extensible Markup Language). Syntaxe CSS se skládá z pravidel, přičemž
každé pravidlo sestává ze selektoru a bloku deklarací.
2.4.5 Javascript
Javascript [7] je multiplatformní, interpretovaný, objektově-orientovaný skriptovací jazyk,
který je v současné době používán především při tvorbě webových stránek. Jeho syntaxe je
podobná programovacímu jazyku Java, nicméně spolu nijak nesouvisí. Javascriptový kód
může být vložen do externího souboru nebo přímo do HTML kódu webové stránky. Používá




Jazyk PHP a jeho frameworky
V této kapitole nejprve popíšu samotný jazyk PHP, který má být použit pro implementaci
informačního systému. Dále bude postupně představeno jedenáct PHP frameworků, které
budou porovnány z hlediska zvolených vlastností, důležitých pro implementovaný infor-
mační systém. Na základě tohoto srovnání poté zvolím vhodný framework pro samotnou
implementaci informačního systému. Přehledné zhodnocení frameworků je uvedeno v ta-
bulce 3.2 na straně 16.
3.1 Jazyk PHP
PHP [8, 9] (rekurzivní zkratka pro PHP: Hypertext Preprocessor, původně nerekurzivní
Personal Home Page) je multiplatformní, open source skriptovací jazyk, používaný přede-
vším k tvorbě webových aplikací. Jedná se o nejrozšířenější1 jazyk pro vytváření webových
stránek. PHP skripty jsou prováděny na straně serveru a uživateli je prezentován výsledek
jejich činnosti.
Historie jazyka PHP
Historie PHP sahá do roku 1995, kdy Rasmus Lerdorf vytvořil v programovacím jazyku Perl
systém pro správu osobní domovské stránky. Tento systém poté přepsal do jazyka C a uvolnil
jej pod názvem Personal Home Page Tools, později Personal Home Page Construction
Kit. Nedlouho poté do systému doplnil nástroj pro vytváření formulářů, nazvaný Form
Interpreter. Nechal tak vzniknout systému Personal Home Page/Form Interpreter, zkráceně
PHP/FI. Tento systém byl dále zdokonalen, přičemž na jeho vývoji už se podílelo více lidí,
a vydán pod názvem PHP/FI 2.0.
V polovině roku 1998 byla k dispozici verze PHP 3.0, která byla rychlejší než před-
chozí verze a obsahovala mnoho dalších funkcí. V této verzi PHP se také poprvé objevil
objektově-orientovaný přístup. Na vývoji této verze se podíleli především Zeev Suraski
a Andi Gutmans. V této chvíli byl změněn původní význam zkratky PHP, tedy Personal
Home Page, na PHP: Hypertext Preprocessor.
V květnu roku 2000 byla uvolněna verze PHP 4 postavená na Zend Engine 1.0, jenž
vytvořili Zeev Suraski a Andi Gutmans. V polovině roku 2004 vyšla verze PHP 5, která
stojí na novém Zend Engine 2. Tato verze přinesla vylepšený objektový přístup.




Framework [10, 11] představuje určitou softwarovou strukturu využívanou při vývoji soft-
warových projektů. Můžeme si ho tedy představit jako sadu knihoven a různých nástrojů,
které usnadňují a zrychlují vývoj aplikace.
Frameworky dnes hrají důležitou roli nejen při vývoji webových aplikací. Cílem fra-
meworku je poskytnout vývojáři podporu při řešení stále se opakujících problémů (v případě
webových aplikačních frameworků typicky validace vstupních dat, získávání dat z databáze
a další). Vývojář se tak může soustředit pouze na vývoj vlastní funkcionality aplikace.
Architektura MVC
Architektura MVC [12, 13] (Model-View-Controller) rozděluje celou aplikaci na tři části –
Model, View a Controller :
• Model (model) – obsahuje datovou logiku aplikace. Zajišťuje tedy komunikaci s da-
tabází, výpočty či validaci dat.
• View (pohled) – stará se o zobrazení uživatelského rozhraní. Přijme data od modelu,
vloží je do připravené šablony a zobrazí uživateli.
• Controller (řadič) – má na starosti řídící logiku aplikace. Tvoří prostředníka mezi
uživatelem, modelem a pohledem. Zpracovává veškeré požadavky uživatelů, je zodpo-
vědný za sběr vstupních dat. Tato data poté předá modelu.
Architekturu lze ilustrovat schématem na obrázku 3.1. Ve schématu vystupují dva typy
vazeb mezi jednotlivými komponentami architektury MVC – přímá a nepřímá. Přímá vazba
musí vždy existovat. Nepřímá vazba může existovat v závislosti na konkrétní realizaci ar-
chitektury MVC. Vždy tedy musí existovat vazba mezi komponentami controller a model,
aby mohl controller pracovat s daty modelu. View je přímo svázán s modelem, aby mohl
zobrazovat jeho data.
Obrázek 3.1: Schéma architektury MVC
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3.3 Srovnání PHP frameworků
Pointou této sekce je porovnat několik vybraných PHP frameworků z hlediska zvolených
vlastností. Cílem tohoto srovnání PHP frameworků je zvolit jeden vhodný framework pro
implementaci daného informačního systému.
3.3.1 Kritéria hodnocení PHP frameworků
Kritéria pro hodnocení vybraných PHP frameworků jsem rozdělil do čtyř kategorií. Obecná
kritéria obsahují základní informace o každém z frameworků. Do kategorie funkcionalita
jsem zařadil kritéria, která vychází především z požadavků na informační systém. Bezpeč-
nost je důležitá pro každou webovou aplikaci, proto jsem frameworky zhodnotil i z tohoto
hlediska. Dokumentace je základním zdrojem informací o frameworku, pro vývojáře je tedy
velmi důležitá.
Obecná kritéria
• Operační systém – Důležitým kritériem pro výběr frameworku je, na jakých plat-
formách ho můžeme provozovat, protože náklady na pořízení a provoz operačního
systému jsou nenulové. Jelikož samotný jazyk PHP je multiplatformní, lze už nyní
očekávat, že i každý PHP framework bude multiplatformní.
• Rok vzniku – Relativně nový framework ještě nemusí mít velkou základnu uživatelů
a nemusí být tzv. vyspělý, tzn. v prvních verzích může docházet ke změnám v základ-
ních principech frameworku.
• Aktuálnost – Při volbě frameworku je nutné sledovat intervaly mezi vydáváním no-
vých verzí frameworku a vůbec to, zda je framework stále vyvíjen. Starší verze fra-
meworku mohou obsahovat chyby kritické pro bezpečnost aplikace, jež jsou řešeny
vydáním nové verze. Chyby samozřejmě mohou existovat, a pravděpodobně i existují,
i v nové verzi.
• Licence – Softwarová licence, pod kterou je daný framework šířen. Tento parametr
nás zajímá z důvodu nákladů na pořízení a používání frameworku. Velká část PHP
frameworků patří mezi tzv. svobodný software.
• Podporované databázové systémy – Čím větší počet databázových systémů fra-
mework podporuje, tím větší nám dává variabilitu při jeho výběru. V případě potřeby
je pak také v budoucnu jednoduché přejít na jiný databázový systém.
Funkcionalita
• Podpora autentizace a autorizace – Procesy autentizace a autorizace jsou vyža-
dovány v případě, kdy je přístup k určitému zdroji omezen na množinu subjektů.
Autentizace je proces, při němž dochází k ověření identity uživatele, který k systému
přistupuje. Autorizací rozumíme proces ověření přístupových práv autentizovaného
uživatele vstupujícího do systému.
• Redakční systém – Redakční systém neboli systém pro správu obsahu (z anglického
Content Management System) je určen pro tvorbu a úpravu webového obsahu pro-
střednictvím webového rozhraní. Požadavkem na implemetovaný informační systém
byla možnost spravovat články a aktuality na webu.
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• Správa uživatelů – V každé aplikaci, jenž nabízí možnost přihlášení se do systému,
musíme mít možnost správy uživatelů. Zahrnuje možnost vytvářet nové či upravovat
současné uživatele, spravovat jejich přístupová práva.
• Možnost zasílání emailů – Tuto funkcionalitu je možné využít při potvrzení regis-
trace uživatele či pro komunikaci uživatelů v rámci systému.
• Diskuzní fórum – Pro možnost diskuse k jednotlivým článkům.
• Fotogalerie – Část systému pro správu fotogalerií a fotografíí.
• Šablony – Nástroje určené k oddělení prezentační logiky aplikace od datové. Šablona
je struktura určující, jakým způsobem budou zobrazena data aplikace.
Bezpečnost
Důležitým požadavkem na webovou aplikaci je bezesporu její bezpečnost. Z tohoto důvodu
jsem se tedy zaměřil na následující vlastnosti:
• Validace vstupních dat – Nejběžnější bezpečnostní slabinou webové aplikace je
právě neošetření vstupních dat získaných ať už od uživatele či z databáze. Těchto
nedostatků poté dokáže útočník využít pro poškození aplikace či získání citlivých dat
ze systému.
• Ochrana proti SQL injekci – SQL injekce spočívá v napadení databázové vrstvy
aplikace, kdy útočník dokáže do odesílaného SQL dotazu vložit vlastní kód prostřed-
nictvím neošetřených uživatelských vstupů.
• Ochrana proti Cross-Site Request Forgery (CSRF) – CSRF je metoda útoku na
webové aplikace, spočívající v provedení útočníkem definovaných akcí prostřednictvím
legitimního uživatele.
• Ochrana proti Cross-Site Scripting (XSS) – XSS je typ útoku, při kterém útočník
do webové aplikace vloží škodlivý kód, což může vést k poškození stránky či získání
citlivých dat.
• Logování událostí – Slouží k zaznamenávání dění v aplikaci. Takto získané infor-
mace můžeme poté využít např. pro ladění aplikace či odhalení útoků.
Dokumentace
Především v počátcích práce je významným aspektem frameworku jeho dokumentace.
Později je využívána pro vyhledávání implementačních detailů potřebných pro udržitelnost
či další rozšíření aplikace.
• Jazyk – Standardním jazykem dokumentace je většinou angličtina.
• Množství příkladů – Příkladů a ukázkových aplikací využijeme hlavně v začátcích
práce s PHP frameworkem zejména pro snažší pochopení principů a konstrukcí daného
frameworku.
• Aktuálnost – Jednou z klíčových vlastností dokumentace je její aktuálnost. Tedy zda
odpovídá nejnovější verzi frameworku.
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3.3.2 CakePHP
CakePHP [14] je multiplatformní, open source PHP framework určený pro vývoj webo-
vých aplikací. Jeho vznik byl inspirován frameworkem Ruby on Rails, který je, jak název
napovídá, založen na skriptovacím jazyku Ruby. Framework CakePHP je postavený na
softwarové architektuře MVC.
Původní projekt vznikl v dubnu roku 2005, kdy polský programátor Michal Tatary-
nowicz napsal jeho prvotní verzi. Dále byl a je vyvíjen společností Cake Software Foun-
dation, Inc. Verze 1.0 byla uvolněna v květnu 2006. Zatím poslední verze, 2.4.2, vyšla 23.
října 2013. Nová verze je vydávána v průměru každé 4 týdny. CakePHP je licencován pod
licencí MIT a podporuje databázové systémy MySQL (verze 4+), PostgreSQL, Microsoft
SQL Server, SQLite.
CakePHP má vestavěnu dobře zpracovanou validaci vstupních dat, která probíhá v
modelu. Jednoduše lze tak definovat pravidla, co se v daném vstupním poli smí či nesmí
vyskytovat, omezit délku či určit unikátnost hodnoty v poli. V případě nedodržení takto de-
finovaných pravidel je možné snadno vypsat chybovou zprávu. Jako šablony jsou používány
implicitně soubory pohledů psané v PHP a mající rozšíření .ctp (CakePHP Template). Je
však možné do projektu integrovat i různé šablonovací systémy. Pro přístup k datům v da-
tabázi využívá CakePHP Active Record, což je architektonický vzor pro práci s datovými
zdroji.
Dokumentace frameworku je velice rozsáhlá a srozumitelná. Sestává celkem ze dvou
částí. Jednak z API (Application Programming Interface) dokumentace a také z tzv. Cook-
book obsahující konkrétní návody a příklady. Dokumentace je psána v anglickém jazyce. Vy-
brané části jsou přeloženy do španělštiny, ruštiny, francouzštiny, japonštiny či portugalštiny.
Dokumentace je pravidelně aktualizována na základě vydávání nových verzí frameworku.
3.3.3 CodeIgniter
CodeIgniter [15] je open source framework pro tvorbu dynamických webových stránek v ja-
zyce PHP. Je založen na architektuře MVC. Verze 1.0 vyšla 28. února 2006. Aktuální
verze, 2.1.4, byla vydána 8. července 2013. Do tohoto data byly nové verze vydávány v pra-
videlných intervalech, přibližně každé tři měsíce. Poté však společnost EllisLab, Inc. vývoj
frameworku zastavila. Framework je šířen pod licencí Apache/BSD.
Jádro frameworku je tvořeno pouze několika malými knihovnami, čímž se CodeIgniter
od většiny frameworků odlišuje. Lze jej však rozšířit o mnoho volně dostupných zásuvných
modulů. CodeIgniter nenabízí vlastní šablonovací systém, který by poskytoval pokročilé
možnosti formátování. K dispozici je pouze jednoduchý template parser.
Dokumentace je přehledně rozdělena do několika základních částí. Lze v ní nalézt ně-
kolik ukázkových aplikací a také dvě výuková videa, která přibližují základy práce s tímto
frameworkem. Neexistuje však oficiální API dokumentace. Lze dohledat pouze takovou,
kterou vygenerovala komunita uživatelů frameworku.
3.3.4 Jelix
Jelix [16] je multiplatformní open source framework postavený na architektuře MVC. Je
vyvíjen skupinou dobrovolníků Jelix Team. První verze byla uvolněna v lednu roku 2006.
Poslední stabilní verze, 1.5.3, pochází z 23. září 2013. Nová verze je vydávána v průměru
pětkrát za rok.
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Jelix používá pro práci s databází Data Access Object (DAO), což je objekt, který
abstrahuje přístup ke zdrojům dat. Pro vytvoření aplikace a DAO objektů je třeba využít
příkazové řádky. Silnou stránkou tohoto frameworku je bezesporu vlastní šablonovací systém
jTpl, jenž lze stáhnout i samostatně a použít tak např. v jiném frameworku.
Dokumentace se skládá jednak z API dokumentace a také z uživatelské příručky, jejíž
text je aktuální pro poslední verzi. Slabým článkem dokumentace je však fakt, že obsažené
ukázkové příklady jsou k dispozici pouze pro starší verze frameworku.
3.3.5 Kohana
Kohana [17] je multiplatformní, open source PHP framework, založený na architektuře
MVC. O jeho vývoj se stará skupina dobrovolníků Kohana Team. Verze 1.0 byla vydána
v červenci roku 2007. Poslední verze 3.3.1 byla zveřejněna 4. srpna 2013. Kohana je aktua-
lizována přibližně každé dva měsíce.
Jádro PHP frameworku Kohana tvoří jen několik málo knihoven. Základní instalaci lze
však rozšířit o další moduly. Předností Kohany je mnoho užitečných ladicích nástrojů, které
umožňují rychlou a snadnou identifikaci a nápravu chyb v aplikaci.
Dokumentace je psána v anglickém jazyce. Skládá se z API dokumentace a uživatelské
příručky, která však neobsahuje téměř žádné ukázkové příklady. Text uživatelské příručky
je aktuální pro poslední stabilní verzi.
3.3.6 Nette Framework
Nette Framework [18] je open source, multiplatformní PHP framework určený pro vývoj
webových aplikací. Využívá architekturu MVC. Nette Framework je původním projektem
českého programátora Davida Grudla. V současné době je vyvíjen organizací Nette Foun-
dation. První verze frameworku, 0.7, oficiálně vyšla na konci ledna 2008. Aktuální verze,
2.0.13, byla uvolněna 5. listopadu 2013. Nová verze je vydávána v průměru jednou za dva
měsíce.
Nette Framework využívá pro práci s databází knihovny Nette/Database, NotORM či
dibi. Obsahuje vestavěné kvalitní ladicí nástroje umožňující rychlé odhalení a opravení chyb
či také možnost logování chyb. Velkou předností Nette Frameworku je vlastní pokročilý
šablonovací systém /emphLatte.
Příjemnou změnou oproti ostatním PHP frameworkům je dokumentace napsaná kom-
pletně v českém jazyce. Nicméně samozřejmě existuje i její překlad do anglického jazyka.
Je přehledně strukturovaná a velice rozsáhlá. Její součástí je velké množství konkrétních
ukázkových příkladů. K dispozici je také API dokumentace všech tříd.
3.3.7 PRADO
PRADO [19] je multiplatformní, open source PHP framework. Jeho název vznikl jako
zkratka z anglického PHP Rapid Application Development Object-oriented. Za jeho vývojem
stojí skupina dobrovolníků PRADO Group. Jeho první verze byla uvolněna v červnu roku
2004. Nynější stabilní verze pochází z 20. července 2013. Každý rok jsou vydány v průměru
dvě nové verze frameworku.
PRADO je založen na komponentovém přístupu. Komponenty jsou samostatné softwa-
rové jednotky. Tento přístup umožňuje jednoduchou zvovupoužitelnost již hotových kom-
ponent. Využívá událostmi řízené programování, což znamená, že tok programu je řízen
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událostmi. Události jsou vyvolány typicky uživatelskou akcí – kliknutí myši, pohyb myši,
stisk tlačítka klávesnice atp.
Kromě API dokumentace všech tříd existuje i uživatelská příručka dokumentující zá-
kladní principy frameworku. Je doplněna vzorovými aplikacemi, což usnadňuje počátky
práce s frameworkem. Dokumentace je aktuální a je k dispozici v několika jazykových mu-
tacích – např. v angličtině, španělštině či francouzštině.
3.3.8 Seagull
Seagull [20] je multiplatformní, open source webový aplikační framework, založený na ar-
chitektuře MVC. Je vyvíjen skupinou nadšenců. První verze vyšla 14. října 2003. Zatím
poslední verze, 1.0.4, byla vydána 14. ledna 2013. V současné době je vyvíjena verze 2.0.
Samotné jádro frameworku obsahuje jen několik málo základních tříd. Např. vrstvu
databázové abstrakce či třídu pro autentizaci uživatelů. Tuto základní funkcionalitu lze
rozšířit o řadu různých modulů a doplňků.
K dispozici je API dokumentace a uživatelská příručka ve formátu wiki, obsahující velké
množství ukázkových příkladů. Dokumentace je aktuální pro poslední verzi.
3.3.9 Symfony
Symfony [21] je multiplatformní, open source framework pro tvorbu webových aplikací v
jazyce PHP. Vychází z návrhového vzoru MVC. Za jeho vývojem stojí společnost Sensio-
Labs. První verze frameworku byla k dispozici v říjnu roku 2005. Poslední stabilní verze,
2.3.6, pochází z 10.října 2013. Nová verze je vydávána přibližně jednou za měsíc.
Symfony v sobě integruje některé jiné open source projekty či jejich části. Pro příklad
uvedu třídu pro logování událostí, která je převzata ze Zend Fameworku nebo framework
pro testování PHP kódu PHPUnit.
Dokumentace je psána v anglickém jazyce. Sestává z API dokumentace a uživatelské
příručky. Uživatelská příručka obsahuje výukové části kódu a také několik již hotových
aplikací.
3.3.10 Qcodo
Qcodo [22] je multiplatformní, open source PHP framework, postavený na architektuře
MVC. Je vyvíjen skupinou vývojářů Qcodo Community. První verze byla zveřejněna v říjnu
roku 2005. Zatím poslední verze, označená jako 0.4.22, vyšla 15. srpna 2011. Do tohoto data
byla nová verze vydávána průměrně každé dva měsíce. Poté byl však již vývoj zastaven
a framework je tedy neaktuální.
Qcodo sestává ze dvou hlavních modulů, jimiž jsou generátor kódu a komponenta pro
veškerou práci s formuláři, nazvaná QForms. Generátor kódu umožňuje na základě vy-
tvořené relační databáze ihned vygenerovat základní kostru všech kontrolérů (controllers),
modelů (models) a pohledů (views).
Dokumentace sestává ze dvou části. API dokumentace obsahuje popis všech tříd. Uživa-
telská příručka obsahuje převážně jen ukázkové kusy kódu, je nepřehledná a velice stručná.
3.3.11 Yii Framework
Yii Framework [23] je multiplatformní, open source framework. Slouží k vývoji webových
aplikací a využívá softwarové architektury MVC. Jeho název vznikl zkratkou z anglického
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Yes It Is!. První verze byla představena 3. prosince 2013. Poslední stabilní verze, 1.1.14, vy-
šla 11. srpna 2013. Yii Framework je produktem společnosti Yii Software LLC. Aktualizace
jsou vydávány průměrně pětkrát ročně.
Zajímavostí je, že v sobě integruje javascriptovou knihovnu jQuery. Funkce této oblíbené
knihovny tak můžeme využívat přímo, bez nutnosti dodatečného stahování a integrace. Yii
Framework umožňuje rychle a jednoduše změnit vzhled celé aplikace pomocí tzv. motivů.
Dokumentace je přehledně strukturovaná, velice obšírná. Obsahuje popis jednotlivých
tříd a velké množství výukových aplikací. Je aktuální pro poslední vydanou verzi.
3.3.12 Zend Framework
Zend Framework [24] je multiplatformní, open source webový aplikační framework. Je za-
ložen na architektuře MVC. Za jeho vznikem stojí společnost Zend Technologies Ltd. První
verze byla uvolněna v březnu roku 2006. Poslední veze, 2.2.4, byla vydána 31. října 2013.
Nová verze vychází v průměru každé tři až čtyři týdny.
Zend Framework využívá komponentový přístup, čímž umožňuje vývojáři používat jen
ty komponenty, které opravdu využije. Zahrnuje v sobě například komponenty pro podporu
autentizace a autorizace, tvorbu PDF souborů či zasílání emailů.
Dokumentace je tvořena API dokumentací a uživatelskou příručkou, která podrobně vy-
světluje základní principy frameworku. Vše je doplněno vhodně zvolenými ukázkami kódu.
Dokumentace je napsaná v anglickém jazyce a je aktuální pro poslední verzi.
3.3.13 Srovnání PHP frameworků
Tabulka 3.2 na straně 16 zobrazuje shrnutí hodnocení jednotlivých PHP frameworků na
základě sledovaných vlastností. Všechny uvedené frameworky jsou open source a jsou mul-
tiplatformní.
S uvolněním nové verze frameworku může dojít ke změně jeho vlastností. Uvedené hod-
nocení je tedy platné k datu 10. listopadu 2013 a vztahuje se vždy na verzi, která byla
k tomuto datu vydána jako poslední. Přehledný soupis porovnávaných verzí frameworků
lze nalézt v tabulce 3.1.
Framework Verze Datum vydání Oficiální webové stránky
CakePHP 2.4.2 23. října 2013 http://cakephp.org/
CodeIgniter 2.1.4 8. července 2013 http://ellislab.com/codeigniter/
Jelix 1.5.3 23. září 2013 http://jelix.org/
Kohana 3.3.1 4. srpna 2013 http://kohanaframework.org/
Nette Framework 2.0.13 5. listopadu 2013 http://nette.org/cs/
PRADO 3.2.2 20. července 2013 http://www.pradosoft.com/
Seagull 1.0.4 14. ledna 2013 http://seagullproject.org/
Symfony 2.3.6 10. října 2013 http://symfony.com/
Qcodo 0.4.22 15. srpna 2011 http://www.qcodo.com/
Yii Framework 1.1.14 11. srpna 2013 http://www.yiiframework.com/
Zend Framework 2.2.4 31. října 2013 http://framework.zend.com/






















































































































































































































































































































































































































































Význam symbolů použitých v tabulce
• Symbol 3 označuje, že daný framework vlastnost splňuje.
• Symbol 3p značí, že tuto vlastnost je možné doplnit prostřednictvím zásuvného mo-
dulu neboli pluginu.
• Symbol 5 slouží k označení, že danou vlastnost framework nesplňuje.
• Číslice a jiné znaky mají různý význam závisející na konkrétní vlastnosti.
Licence
• 1 – MIT License (MIT)2
• 2 – BSD License (BSD)3
• 3 – Apache/BSD License
• 4 – New BSD License
• 5 – Revised BSD License
• 6 – GNU General Public License (GPL)
• 7 – GNU Lesser General Public License (LGPL)
Databázové systémy
• 1 – MySQL
• 2 – PostgreSQL
• 3 – SQLite
• 4 – Microsoft SQL Server
• 5 – MySQLi
• 6 – Oracle Database
• 7 – MariaDB
Jazyk
• CZ – čeština
• EN – angličtina
2Název licence je odvozen od názvu výzkumné univerzity Massachusettský technologický institut (Massa-
chusetts Institute of Technology, MIT), na které vznikla.
3Zkratka BSD označuje Berkeley Software Distribution.
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Množství příkladů
• 1 – velké množství
• 2 – dostatečné množství
• 3 – téměř žádné
3.3.14 Volba frameworku
Všechny sledované vlastnosti splňovalo celkem šest PHP frameworků. Jedná se o fra-
meworky CakePHP, CodeIgniter, Nette, Symfony, Yii Framework a Zend Framework. Z hle-
diska funkčních požadavků na daný informační systém by tedy mohl být zvolen kterýkoliv
z těchto frameworků. Na základě prostudování vzorových ukázkových aplikací výše uvede-
ných šesti frameworků jsem pro implementaci zvolil framework CakePHP. Především tedy
z důvodu přehledných a srozumitelných konstrukcí frameworku CakePHP. Dále z důvodu
kvalitní dokumentace a velké rozšířenosti tohoto frameworku, díky čemuž lze v budoucnu
nalézt podporu při řešení případných problémů.
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Kapitola 4
Analýza a návrh systému
V této kapitole formalizuji specifikaci požadavků, k čemuž využiji dvou k tomuto účelu
používaných diagramů. Diagramu případů užití a entitně-relačního diagramu. Zaměřím se
také na detailní popis obou navržených diagramů.
4.1 Specifikace požadavků
Obsahem poptávky je webový informační systém pro správu uživatelů, akcí a článků pro
školu bojového umění Tai-ji. Uživateli systému jsou návštěvníci, studenti, lektoři školy
a administrátoři systému. Návštěvníci si mohou číst články a aktuality, prohlížet termíny
tréninků a akcí. Pro návštěvníky musí být dostupná možnost vytvořit si uživatelský účet pro
přístup k dalším funkcím informačního systému. Registrovaným uživatelům je posléze umož-
něn vstup do informačního systému s ověřením uživatelského jména a hesla. Po přihlášení
do systému bude mít uživatel možnost spravovat svůj profil, tzn. doplňovat či měnit své
osobní a kontaktní údaje. Atributy u uživatelů budou jméno, příjmení, bydliště, telefonní
číslo, email, automobil, textová poznámka.
Studenti školy se budou prostřednictvím informačního systému přihlašovat na pravi-
delné tréninky a akce školy. Každý student musí mít přehled o tom, na které tréninky
a akce je aktuálně přihlášen. K dispozici bude mít také seznam všech tréninků a akcí,
které v minulosti absolvoval. Studenti i lektoři školy budou moci prohlížet seznam stu-
dentů přihlášených na daný trénink. Student si dále bude moci zobrazit seznam ostatních
studentů, kteří jsou přihlášeni na stejnou akci jako on sám. Lektor bude mít možnost pro-
hlížet seznam studentů přihlášených na všechny akce s možností tisku tohoto seznamu do
souboru PDF. Administrátoři informačního systému systému budou mít na starosti správu
uživatelů.
Škola sama pořádá vlastní akce nebo se účastní cizích akcí. Oba typy akcí zadává do
systému lektor. Akce jsou různorodé a také rozsah informací a potřebných operativních
opatření okolo akce je proměnlivý. Informační systém musí umožnit lektorovi variabilitu
při zadávání akcí do systému, zejména se to týká těchto oblastí:
• rozlišení akce na jednodenní a vícedenní
• akce bez ubytování nebo s ubytováním
• akce s vlastní stravou nebo s objednáním stravy
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• akce, na kterou je nutné zaplatit do stanoveného termínu zálohu a akce bez nutné
zálohy
• akce s nutností zorganizovat dopravu studentů
Atributy u akcí tedy budou název akce, termín (více termínů), čas (více časů), lokace
(více lokací), lektoři akce (více lektorů), cena (částka a termín splatnosti), záloha (částka
a termín splatnosti), ubytování, stravování, doprava, program, textová poznámka.
Tréninky jsou pravidelné akce školy, které probíhají vždy ve stejný den v týdnu, v da-
ném pololetí a školním roce. Každý trénink má čas začátku, čas konce a probíhá v určité
lokaci. Lokace se skládá z atributů město, ulice a konkrétní místo. Tréninky se dělí podle
pokročilostí, např. tréninky pro začátečníky, středně pokročilé atp.
Informační systém musí obsahovat přívětivé administrátorské rozhraní pro správu článků,
aktualit, uživatelů, tréninků a akcí školy pro uživatele s příslušnými přístupovými právy.
4.2 Diagram případů užití
Diagram případů užití informačního systému pro školu bojových umění implementovaného
v rámci této bakalářské práce obsahuje čtyři aktéry: návštěvníka, studenta, lektora a admi-
nistrátora. Toto rozdělení bylo získáno analýzou specifikace požadavků. Diagram je zobrazen
na obrázku 4.1 na straně 27.
4.2.1 Popis aktérů
Návštěvník
Aktér Návštěvník představuje neregistrovaného uživatele. Může si číst články a aktuality
zobrazené na internetových stránkách, prohlížet fotogalerie, termíny tréninků a plánované
akce. Dále je mu umožněno registrovat se do informačního systému.
Student
Student dědí všechny případy užití návštěvníka. Po přihlášení do systému navíc může edi-
tovat svůj uživatelský profil, změnit své heslo, přihlásit se na akce či tréninky, zobrazit akce,
na něž je přihlášen a zobrazit akce, které v minulosti absolvoval. Rovněž může prohlížet
seznam uživatelů, kteří jsou přihlášení na daný trénink.
Lektor
V hierarchii aktérů následuje po studentovi, od nějž dědí všechny případy užití. Lektor se
stará o správu článků, aktualit, tréninků a akcí. Může si zobrazit seznam studentů přihláše-
ných na danou akci či prohlížet akce studenta. Dále může prostřednictvím systému odeslat
email studentům.
Administrátor
Administrátor je potomkem lektora a kromě případů užití, které od něj dědí, spravuje
fotogalerie a uživatele.
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4.2.2 Popis případů užití
Návštěvník
• Zobrazit článek – Po vyvolání tohoto případu užití je uživateli zobrazen článek.
• Zobrazit aktualitu – Zobrazí uživateli aktualitu.
• Zobrazit fotogalerii – Zobrazí uživateli jednotlivé fotogalerie. Kliknutím na zvolenou
fotogalerii se zobrazí všechny fotografie z dané fotogalerie.
• Zobrazit tréninky – Uživateli jsou zobrazeny termíny jednotlivých tréninků včetně
případných dalších informací k nim. Zároveň je mu nabídnuta možnost přihlásit se na
trénink, která však vyžaduje přihlášení do systému.
• Zobrazit akce – Uživateli jsou zobrazeny termíny všech plánovaných akcí. Kromě ná-
zvu akce, místa a data konání se dozví také informace o dopravě, stravování, ubytování
či ceně akce. Přihlášený uživatel má také možnost registrovat se na akci.
Student
• Změnit své heslo – Každý uživatel systému si může změnit své heslo. Nové heslo
musí vždy zadat dvakrát pro minimalizaci možnosti překlepu.
• Editovat svůj profil – Uživateli je umožněno měnit své osobní údaje a kontaktní
údaje.
• Přihlásit se na trénink – Po vyvolání této akce je uživatel přihlášen na zvolený
termín tréninku.
• Přihlásit se na akci – Provedení tohoto případu užití je uživatel přihlášen na vy-
branou akci školy.
• Zobrazit své akce – Zobrazí uživateli seznam akcí, na které je právě přihlášen.
• Zobrazit své absolvované akce – Zobrazí uživateli seznam všech akcí školy, které
v minulosti absolvoval.
• Zobrazit studenty přihlášené na trénink – Po zvolení termínu tréninku je uživa-
teli zobrazen seznam všech studentů přihlášených na daný trénink. Administrátor a
lektor mají navíc možnost vytisnout si tento seznam studentů do souboru PDF.
• Zobrazit studenty přihlášené na moji akci – Studentovi je zobrazen seznam
ostatních studentů, kteří jsou přihlášeni na stejnou akci jako on sám.
Lektor
• Správa tréninků – Správa tréninků obsahuje případy užití zadat nový trénink, upra-
vit informace o tréninku a odstranit trénink.
• Správa akcí – Správa akcí zahrnuje případy užití zadat novou akci, aktualizovat in-
formace o akci a odstranit akci.
• Správa článků – Správa článků v sobě obsahuje možnosti přidat článek, upravit člá-
nek a odstranit článek.
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• Správa aktualit – Správa aktualit zahrnuje možnosti přidat aktualitu, upravit aktu-
alitu a odstranit aktualitu.
• Zobrazit studenty – Uživatel si zobrazí seznam všech studentů registrovaných v
systému.
• Zobrazit studenty přihlášené na akci – Po zvolení konkrétní akce zobrazí seznam
všech studentů přihlášených na danou akci. Dále je nabídnuta možnost vytisknout
tento seznam studentů do souboru PDF.
Administrátor
• Správa fotogalerií – Správa fotogalerií obsahuje případy užití vytvořit novou fo-
togalerii, upravit informace o fotogalerii, odstranit fotogalerii, přidat fotografii do
fotogalerie, upravit informace o fotografii, odstranit fotografii.
• Správa uživatelů – Správa uživatelů zahrnuje akce přidat uživatele, zneaktivnit uži-
vatele, odstranit uživatele, dále možnost měnit osobní data a hesla všech uživatelů a
přidělovat uživatelům role.
4.3 Entitně-relační diagram diagram
Návrh entitně-relačního diagramu jsem pro přehlednost rozdělil do tří samostatných celků.
Jde o celky správa uživatelů (sekce 4.3.1), správa obsahu webové prezentace (sekce 4.3.2)
a správa tréninků a akcí školy (sekce 4.3.3).
4.3.1 Správa uživatelů
Správa uživatelů je základní a nezbytnou součástí každé aplikace, která nabízí uživatelům
možnost vytvořit si uživatelský účet pro přístup do ní. Entitně-relační diagram části infor-
mačního systému pro správu uživatelů je uveden na obrázku 4.2.
• Users – Tato entitní množina v systému představuje registrovaného uživatele. Primár-
ním klíčem je položka ID, která je automaticky inkrementována při každém vytvoření
nového uživatele. Atributy uživatelské jméno a email jsou kandidátními klíči entitní
množiny Users. Dalšími povinnými atributy jsou jméno, příjmení, telefon, heslo, au-
tomobil a status. Atribut automobil je pouze příznakem, zda uživatel vlastní auto-
mobil. Tato informace je využívána při organizaci dopravy na akce pořádané školou
bojových umění. Atribut status nabývá pouze dvou hodnot a slouží k deaktivaci či
opětovné aktivaci uživatelských účtů. Naopak nepovinné jsou atributy ulice, město
a PSČ. Entitní množina Users obsahuje také automaticky ukládané atributy, kterými
jsou datum registrace, datum modifikace a datum posledního přihlášení.
• Groups – Entitní množina Groups slouží k rozdělení uživatelských účtů do jednotli-
vých skupin, čehož využijeme při definici přístupových práv do systému. Primárním
klíčem je atribut ID, povinným atributem název role. I zde jsou ukládána data vy-
tvoření a modifikace role. Každému uživateli je přiřazena právě jedna role.
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Obrázek 4.2: ER diagram správy uživatelů
Obrázek 4.3: ER diagram správy obsahu webu
4.3.2 Správa obsahu webové prezentace
Cílem tohoto modulu informačního systému je poskytnout oprávněným osobám možnost
pohodlně spravovat obsah webové prezentace bez znalosti jakýchkoli webových technologií.
Entitně-relační diagram pro správu obsahu webu je k dispozici na obrázku 4.3.
• Posts – Identifikuje články, které jsou na web vkládány oprávněnými uživateli. Po-
vinnými atributy jsou titulek a vlastní text článku. Automaticky jsou ukládána data
vytvoření a poslední úpravy článku.
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• Categories – Reprezentuje entitní množinu sloužící ke člěnění jednotlivých článků do
kategorií. Obsahuje povinné atributy ID, jenž je primárním klíčem, a název kategorie.
Každý článek je zařazen právě do jedné kategorie.
• News – Sdružuje všechny aktuality vkládané do systému. Primárním klíčem je uměle
vytvořený atribut ID. Atributy titulek a text jsou povinné. Dále obsahuje automaticky
generované atributy datum vytvoření a datum modifikace aktuality.
4.3.3 Správa tréninků a akcí
Část systému určená pro správu tréninků a akcí školy, což zahrnuje možnosti zadávat do sys-
tému nové tréninky a akce, upravovat či odstraňovat ty současné. Entitně-relační diagram
pro správu tréninků a akcí je zobrazen na obrázku 4.4.
• Trainings – Identifikuje všechny tréninky pořádané školou. Primárním klíčem je atri-
but ID. Povinnými atributy jsou den v týdnu, čas začátku tréninku, čas konce tré-
ninku, období, školní rok a viditelnost. Atribut období vyjadřuje část školního roku,
tzn. první a druhé pololetí. Atribut viditelnost je využit pro skrytí již neaktuálních
tréninků. Volitelným atributem je textová poznámka.
• Events – Představuje množinu akcí, které škola pořádá či se jich účastní. Zahrnuje
povinné atributy název akce, cenu akce, aktuálnost akce a termín pro zaplacení akce.
Z analýzy specifikace požadavků vyplynul požadavek na variabilitu při zadávání no-
vých akcí do systému. Další atributy jsou tedy volitelné. Jedná se o atributy záloha
na akci, termín pro zaplacení zálohy, informace o ubytování, stravování, dopravě či
programu. Pro definici případných dalších potřebných informací slouží atribut textová
poznámka.
• Terms – Termín pořádání akce školy. Každá akce může mít více termínů. Studenti
školy se pak přihlašují na tyto jednotlivé termíny akcí. Povinné atributy jsou datum
začátku, datum konce a datum ukončení registrace na termín akce.
• Locations – Adresa pořádání tréninku či akce školy. Povinnými atributy jsou místo
a město. Nepovinným atributem pak ulice.
• Levels – Určuje úroveň pokročilosti tréninku.
• Training Membership – Protože vazba mezi uživatelem a tréninkem je M:N – uživatel
si může zapsat více tréninků a jeden trénink si může zapsat více uživatelů – ,potřebujeme
vytvořit vazební entitní množinu mezi uživatelem a tréninkem. V návrhu databáze
nám potom poslouží pro převod vztahu M:N na dva vztahy 1:N.
• Events Leading – Vazební entitní množina určující lektory akce.
• Terms Membership – Vazební entitní množina sloužící k přihlašování uživatelů na
termíny akcí.
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Obrázek 4.4: ER diagram správy tréninků a akcí
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4.4 Uživatelské rozhraní
Při konzultaci se zákazníkem bylo zjištěno, že by chtěl zachovat rozložení prvků na stránce
ze současných webových stránek školy. To konkrétně znamená v horní části stránky hlavičku
s logem školy, pod kterou by následovala horizontálně orientovaná navigace. Tělo stránky
by bylo rozděleno na dva sloupce. Levý, širší, by obsahoval vlastní obsah každé jednot-
livé stránky. Obsahem pravého, užšího sloupce, by měly být aktuality. Schéma popsaného
rozložení stránky je na obrázku 4.5.
Obrázek 4.5: Návrh uživatelského rozhraní
Při návrhu uživatelského rozhraní se tak nabízely dvě možnosti. První z nich bylo za-
chovat vzhled v současnosti provozovaných webových stránek školy. Druhou možností bylo
vytvořit zcela nové uživatelské rozhraní, které by reflektovalo požadavky zákazníka. Na zá-
kladě požadavků zákazníka jsem se rozhodl zvolit první možnost, tedy zachovat uživatelské
rozhraní v současnosti provozovaných webových stránek školy. Toto rozhodnutí by mělo
pomoci i budoucím uživatelům systému v rychlejší adaptaci na nový informační systém.
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V této kapitole popíšu samotnou implementaci informačního systému. Představím použitou
architekturu implementace, kterou v sobě nese framework CakePHP. Pro názornost uvedu
i ukázkové části zdrojového kódu. Dále popíšu uživatelské rozhraní systému, přičemž uvedu
ukázku. V další části této kapitoly se již zaměřím na samotnou funkcionalitu informačního
systému.
5.1 Architektura MVC
Jak již bylo řečeno v sekci 3.3.2 na straně 12, PHP framework CakePHP, který jsem pou-
žil pro implementaci informačního systému, využívá softwarové architektury MVC. Archi-
tektura MVC byla podrobněji rozebrána v sekci 3.2 na straně 9. Na tomto místě tedy
představím mnou vytvořené modely, kontroléry a pohledy.
5.1.1 Modely
Každý model reprezentuje jednu tabulku v databázi. V modelech jsou definovány validace
vstupních dat a vazby mezi jednotlivými modely, tzn. vazby mezi tabulkami databáze,
pomocí cizích klíčů. Soubory modelů mají příponu .php. Příkladem může být model Cate-
gories.php, který využívá tabulku categories a pracuje s jejími daty. Ostatní modely jsou
analogické, není proto třeba je zde uvádět. Kód 5.1 obsahuje ukázku validace uživatelského
jména. Pravidlo notEmpty určuje, že uživatelské jméno musí být při registraci zadáno.
Pravidlo unique kontroluje, zda je zadané uživatelské jméno v rámci systému unikátní.
V případě selhání kteréhokoliv validačního pravidla je uživateli vypsáno chybové hlášení
příslušného validačního pravidla, definované v message. Kód 5.2 ukazuje vazbu mezi uži-
vatelem (User) a článkem (Post). Vazba mezi modely musí být definována v obou zúčast-
něných modelech. Na kódu 5.3 je tedy zobrazena stejná vazba mezi uživatelem a článkem
z pohledu modelu Post. Slovo hasMany definuje vazbu typu 1:N, tzn. uživatel může vklá-
dat více článků. Slovo belongsTo reprezentuje vazbu typu N:1, tzn. každý článek je vložen
pouze jedním uživatelem. Klíč classname definuje název modelu, který má být svázán se
současným modelem. ForeignKey určuje cizí klíč, na jehož základě bude požadovaný mo-
del propojen se současným modelem. Tzn. každý článek kromě vlastních atributů obsahuje
ještě atribut user id, který určuje autora článku.
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public $validate = array(
’username’ => array( // validační pravidla pro uživatelské jméno
’notEmpty’ => array( // uživatelské jméno musí být při registraci zadáno
’rule’ => array(’notEmpty’),
’message’ => ’Uživatelské jméno musí být vyplněno.’,
),
’unique’ => array( // uživatelské jméno musí být v rámci systému unikátní
’rule’ => ’isUnique’,




Kód 5.1: Ukázka validace dat v modelu User
public $hasMany = array(
’Post’ => array( // uživatel vkládá články (vazba typu 1:N)
’classname’ => ’Post’, // název modelu pro články
’foreignKey’ => ’user_id’ // cizí klíč, který určuje autora článku
)
);
Kód 5.2: Ukázka vazby mezi modely v modelu User
public $belongsTo = array(
’User’ => array( // každý článek je vložen jedním uživatelem (vazba typu N:1)
’classname’ => ’User’, // název modelu pro uživatele
’foreignKey’ => ’user_id’ // cizí klíč, který určuje autora článku
)
);
Kód 5.3: Ukázka vazby mezi modely v modelu Post
5.1.2 Kontroléry
Každému modelu odpovídá jeden kontrolér. V kontrolérech jsou definovány akce ve formě
funkcí, které lze provádět nad daným modelem. Např. kontrolér CategoriesController.php
obsahuje funkce, které lze provádět nad daty modelu Category. Mohou to být např. funkce
add() pro přidání kategorie či edit() pro úpravu kategorie článku. U ostatních kontrolérů
je to analogické a proto nebudu jejich soupis uvádět. Kód 5.4 obsahuje funkci add() pro
registraci nového uživatele do systému, která je součástí kontroléru UsersController. Jakmile
uživatel odešle svůj vyplněný registrační formulář, kontrolér spustí proces vytvoření nového
uživatele. Model se postará o validaci dat a pokud vše proběhne v pořádku, je vytvořen nový
uživatel. Ihned po úspěšné registraci je uživatel přesměrován na přihlašovací stránku. Pokud
validace zadaných dat neproběhne v pořádku, správně zadaná data ve formuláři zůstanou
a u chybných položek formuláře je uživateli vypsáno srozumitelné hlášení o problému.
5.1.3 Pohledy
Pohledy slouží pro zobrazení dat modelu. Jsou rozděleny do adresářů podle jednotlivých mo-
delů. Modelu Category tedy odpovídá adresář pohledů Categories. Každý soubor pohledu
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public function add() {
$this->set(’title_for_layout’, ’Registrace’); // název layoutu
if ($this->request->is(’post’)) { // formulář byl odeslán
$this->User->create(); // vytvoříme nového uživatele
if ($this->User->save($this->request->data)) { // uložíme zadaná data
// uživatelské hlášení v případě úspěchu
$this->Session->setFlash(__(’Registrace proběhla úspešně.’));
// přesměrujeme uživatele na přihlašovací stránku






// každý uživatel se smí zaregistrovat pouze jako student
$groups = $this->User->Group->find(’list’, array(





Kód 5.4: Funkce pro registraci nového uživatele
reprezentuje jednu funkci daného kontroléru. Pokud tedy v kontroléru CategoriesController
máme definované funkce add() a edit(), musí v adresáři pohledů Categories existovat sou-
bory add.ctp a edit.ctp. Kód 5.5 ukazuje strukturu formuláře pro registraci nového uživatele
do systému.
<h1>Registrace</h1>
<?php echo $this->Form->create(’User’); ?>
<fieldset>
<?php
echo $this->Form->input(’username’, array(’label’ => ’Uživatelské jméno’));
echo $this->Form->input(’password’, array(
’label’ => ’Heslo’, ’type’ => ’password’));
echo $this->Form->input(’password_confirmation’, array(
’label’ => ’Potvrďte heslo’, ’type’ => ’password’));
// osobní a kontaktní údaje
?>
</fieldset>
<?php echo $this->Form->end(__(Registrovat se)); ?> // tlačítko pro odeslání formuláře
Kód 5.5: Formulář pro registraci nového uživatele
5.2 Uživatelské rozhraní
Uživatelské rozhraní celého informačního systému bylo převzato ze v současnosti provo-
zovaných jednoduchých webových stránek školy, přičemž byly doplněny některé prvky po-
třebné pro novou funkcionalitu. Příkladem mohou být např. formuláře či výpis uživatelských
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hlášení. Vzhled těchto prvků byl již obsažen v základní instalaci frameworku CakePHP.
Vzhled je jednotný pro uživatelskou i administrační část.
Úvodní strana informačního systému je zachycena na obrázku 5.1. Hlavička stránky
je tvořena logem a názvem školy. Po kliknutí na hlavičku je uživatel přesměrován opět na
úvodní stránku informačního systému. Pod hlavičkou následuje obrázek, který nemá žádnou
speciální funkci. Tento obrázek je následován hlavní horizontální navigací. Samotné tělo
stránky je rozděleno do dvou sloupců. Levý sloupec obsahuje vlastní obsah každé stránky.
Obsahem pravého sloupce jsou aktuality. Další obsah pravého sloupce, tzn. kontakt, odkazy
atd., je vložen staticky do šablony stránky. Patička stránky obsahuje počítadlo přístupů na
webové stránky školy.
Pro vytvoření navigace jsem použil webové stránky CSS Menu Maker1, konkrétně jsem
využil již hotového menu2. Toto menu jsem upravil do podoby, která je v souladu se vzhle-
dem ostatních částí webové stránky.
5.3 Popis vybraných částí systému
V této sekci popíšu některé vybrané části implementovaného informačního systému, včetně
ukázek zdrojových kódů.
5.3.1 Přihlášení do systému
K přihlašování uživatelů do systému slouží jednoduchý formulář obsahující položky uživa-
telské jméno a heslo. Formulář je zobrazen na obrázku 5.2. Po každém přihlášení uživatele
je uloženo datum a čas jeho posledního přihlášení a vzápětí je na základě role uživatele
rozhodnuto o jeho přesměrování do příslušné části systému. To je názorně zobrazeno na
kódu 5.6.
// uložíme datum posledního přihlášení uživatele
$this->User->saveField(’last_login’, date("Y-m-d H:i:s"));
// adminy přesměrujeme na admin/users/index
if ($this->Auth->user(’group_id’) == 1) {
return $this->redirect(array(’controller’ => ’users’,
’action’ => ’index’, ’admin’ => ’true’));
}
// lektory přesměrujeme na admin/users/indexLector
else if ($this->Auth->user(’group_id’) == 2) {
return $this->redirect(array(’controller’ => ’users’,
’action’ => ’indexLector’, ’admin’ => ’true’));
}
// ostatní přesměrujeme tam, jak je nastaveno v AppController
return $this->redirect($this->Auth->redirect());
}




Obrázek 5.2: Přihlašovací formulář
5.3.2 Správa obsahu webu
WYSIWYG editor
Pro jednoduchou správu článků a aktualit jsem do projektu integroval WYSIWYG editor
TinyMCE, který umožní vkládat či upravovat články a aktuality bez nutnosti psaní HTML
kódu. Název WYSIWYG je akronymem z anglické věty What you see is what you get. Česky
Co vidíte je to, co dostanete. Jeho ukázka je zobrazena na obrázku 5.3. Každý článek patří
do jedné z kategorií článků, podle nichž jsou pak zobrazovány na webu.
Obrázek 5.3: WYSIWYG editor TinyMCE
Fotogalerie
Do projektu jsem integroval open souce galerii Goop Gallery. Tato galerie nepoužívá žádnou
databázovou tabulku. Fotografie se nahrávají přes FTP (File Transfer Protocol) server
přímo na server, kde je galerie umístěna. Pro potřeby CakePHP jsem začlenil galerii přímo
do adresářové struktury frameworku.
V duchu architektury MVC bylo poté třeba pro galerii vytvořit model, kontrolér a po-
hled. Jak jsem již zmínil, Goop Gallery nepoužívá žádnou databázovou tabulku, proto se
v tomto případě model vytvářet nebude. Kód 5.7 zobrazuje kontrolér vytvořený pro po-
třeby fotogalerie. Důležitou částí tohoto kontroléru je především načtení konfiguračního
souboru fotogalerie, díky čemuž poté můžeme fotogalerie zobrazovat. Kód 5.8 definuje po-
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hled index.ctp pro zobrazení fotogalerie. Ten je velice jednoduchý, jelikož data už jsou
naformátována v proměnné $gallery. Tuto proměnnou tudíž stačí pouze vypsat.
class GalleriesController extends AppController {
public $name = ’Galleries’; // název kontroléru
public $uses = null; // nepoužívá žádnou databázovou tabulku
public $layout = ’default’; // používá defaultní layout
public function beforeFilter() {
parent:beforeFilter();
$this->Auth->allow(’index’); // nepřihlášenym uživatelům umožníme zobrazit fotogalerie
}
public function index() {
$this->set(’title_for_layout’, ’Fotogalerie’); // název layoutu
App:import( // import konfiguračního souboru fotogalerie
’Vendor’,
’goop’,
array(’file’ => ’goop’ . DS . ’GG’ . DS . ’Init.php’)
);
$gallery = GG_Init::main(); // inicializace fotogalerie
$this->set(’gallery’, $gallery); // uložení galerie do proměnné
}
}
Kód 5.7: Kontrolér pro fotogalerii
echo $gallery; // proměnná obsahující fotogaleri
Kód 5.8: Pohled index.ctp pro fotogalerii
5.3.3 Správa uživatelských oprávnění
Pro správu přístupových práv jednotlivých rolí či uživatelů jsem do projektu implemetoval
tzv. ACL (Access Control List), který je součástí frameworku CakePHP. ACL je seznam
pro řízení přístupu k nějakému určitému objektu, který má být přístupný jen jisté množině
uživatelů či procesů. ACL frameworku CakePHP pro svůj chod potřebuje tři tabulky relační
databáze, které framework vytvoří automaticky. Jedná se o tabulky ACO (Access Control
Object), ARO (Access Request Object) a ACO ARO. Mezi tabulkami ACO a ARO existuje
vazba M:N, proto je vytvořena tabulka ACO ARO. Ta tedy slouží k převodu vztahu M:N na
dva vztahy 1:N. Tabulka ACO obsahuje výčet všech operací, které lze nad daným objektem
provádět. Tabulka ARO obsahuje seznam všech uživatelů a rolí obsažených v informačním
systému. Tabulka ACO ARO tedy vždy obsahuje záznamy ve formátu uživatel a operace,
kterou smí nad daným objektem provádět. Jako zjednodušený příklad mohu uvést záznam
(Petr, vytvořit) pro objekt uživatel. Takový záznam pak říká, že uživatel Petr může vytvářet
nové uživatele.
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Obrázek 5.1: Úvodní strana informačního systému
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Kapitola 6
Testování a nasazení systému
V této kapitole uvedu průběh testování. Zaměřím se také na výsledky průzkumu spokoje-
nosti uživatelů, který jsem provedl.
6.1 Testování systému
Samotné testování informačního systému probíhalo ve čtyřech fázích. První fáze testování
probíhala již při vývoji systému, přičemž každá elementární součást informačního systému
byla testována zvlášť. Elementární součástí systému je zde myšlena jeho každá funkcio-
nalita, např. správa uživatelských účtů, správa přístupových práv, správa článků, správa
aktualit atd. I druhá fáze probíhala již při vývoji systému. V této fázi byly testovány jed-
notlivé moduly informačního systému, které vznikly spojením souvisejících elementárních
součástí. Např. spojením součástí správa článků a správa aktualit vznikl modul správa ob-
sahu webu. Třetí fáze testování se odehrávala po dokončení implementace systému, přičemž
byly spojeny všechny moduly informačního systému. Pro připomenutí jsou jimi správa uži-
vatelů, správa obsahu webu a správa tréninků a akcí školy. Systém byl tedy v této fázi
otestován jako celek. Předchozí tři fáze spojuje fakt, že informační systém jsem v jejich
průběhu testoval sám. Ve čtvrté fázi testování jsem informační systém umístil na internet,
konkrétně na školní server eva1, a k testování systému byli přizváni jeho budoucí uživatelé.
Čtvrtá fáze se tak od předchozích výrazně lišila.
Během všech těchto fází byly v systému odhalovány chyby, stejně tak se vyskytly i občas
zapomuneté ladicí výpisy. Po objevení a nápravě každé chyby bylo třeba systém znovu
komplexně otestovat. Nezřídka se totiž opravením jedné chyby zanesla do systému jiná.
V průběhu čtvrté fáze testování měli navíc uživatelé možnost vyjádřit se k funkcionalitě
a uživatelskému rozhraní informačního systému. Na žádost uživatelů jsem např. změnil
formát vypisování plánovaných akcí školy.
6.2 Předání systému
Informační systém byl odprezentován zákazníkovi v zastoupení Ing. Světlany Hercové s ná-
sledující funkcionalitou dle zadání:
• Správa uživatelů – zobrazení uživatelů, registrace nového uživatele do systému, přihlášení
uživatele do systému, odhlášení uživatele ze systému, správa vlastního profilu uživa-
1http://www.stud.fit.vutbr.cz/~xloren10/bp/
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tele, úprava uživatelů, deaktivace uživatelských účtů, odstranění uživatele ze systému,
správa přístupových práv.
• Správa tréninků a akcí školy – zobrazení tréninků, zobrazení akcí, zadání nového
tréninku, zadání nové akce, úprava tréninku, úprava akce, odstranění tréninku, od-
stranění akce, přehled uživatele o svých aktuálních přihlášených a absolvovaných tré-
nincích a akcích, zobrazení uživatelů přihlášených na tréninky a akce s možností jejich
tisku do souboru PDF.
• Správa obsahu webu – zobrazení článků, zobrazení aktualit, zobrazení fotogalerií,
přidání nového článku, přidání nové aktuality, vytvoření nové fotogalerie, úprava
článku, úprava aktuality, úprava fotogalerie, odstranění článku, odstranění aktuality,
odstranění fotogalerie.
6.3 Průzkum spokojenosti uživatelů
Průzkum spokojenosti probíhal na vzorku deseti uživatelů různého věku, pohlaví, pracov-
ního či studijního zaměření. Každému uživateli byl zaslán odkaz na informační systém.
Uživatel poté se systémem pracoval a následně vyplnil dotazník. Osm uživatelů testovalo
informační systém v roli studenta, zbývající dva uživatelé v roli administrátora. Dotazník
sestával celkem ze sedmi otázek. V jedné z otázek jsem se uživatele ptal, zda mu může
informační systém ulehčit práci. Vzhledem k výrazně odlišné funkcionalitě studentské a ad-
ministrační části systému jsem se rozhodl tuto otázku rozdělit na dvě stejné. Jedna byla
cílena na studenty, druhá na administrátory.
6.3.1 Struktura dotazníku
Do dotazníku jsem zařadil následující otázky. Jsou to otázky, které se při provádění podob-
ných průzkůmů spokojenosti často opakují. Cílí především na ovládání systému a orientaci
v něm.
• Je ovládání systému intuitivní?
– Ano.
– Spíše ano. Většina ovládacích prvků je pochopitelná.
– Spíše ne. K většině tlačítek by bylo třeba přidat vysvětlivky.
– Ne, ovládání je naprosto neintuitivní.
• Jednoduchost osvojení si práce se systémem
– Po velmi krátké chvíli se dokáži v systému orientovat.
– Chvíli mi trvá než najdu to, co potřebuji.
– Pro zorientování se v systému potřebuji delší čas.
– Ani po dlouhé době nejsem schopen se systémem pracovat.
• Jsou informace zobrazovány přehledně?
– Ano.
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– Některé informace by mohly být zobrazeny přehledněji.
– Trvá mi delší dobu se ve zobrazených informacích zorientovat.
– Ve zobrazených informacích se nedokáži vůbec orientovat.





• Zobrazení systému v různých internetových prohlížečích
– Nesetkal jsem se s žádnými problémy při práci se systémem napříč různými
internetovými prohlížeči.
– V některých prohlížečích jsem zaznamenal drobné odchylky v chování systému.
– V některých prohlížečích se vyskytují zásadní chyby informačního systému.
– Ve vícerých internetových prohlížečích systém vůbec nefunguje.





• Zde můžete napsat vlastní názor na informační systém, případně rozepsat případné
chyby, na které jste narazili.
6.3.2 Vyhodnocení
Průzkum spokojenosti uživatelů dopadl z mého pohledu pozitivně. V každé z otázek zvolila
nadpoloviční většina uživatelů nejlepší možnou odpověď. Kompletní výsledky průzkumu
spokojenosti jsou uvedeny v příloze B. Podle výsledků průzkumu jsou největší rezervy v in-
tuitivnosti ovládání. Naopak s používáním systému v různých internetových prohlížečích se
problémy téměř nevyskytly. Jediný problém byl s používáním menu na mobilních platfor-
mách, nicméně systém v této době nebyl optimalizován pro používání na mobilních platfor-





V rámci této bakalářské práce byl vytvořen informační systém pro školu bojových umění.
Jeho cílem je usnadnění vedení agendy školy bojových umění. V rámci vývoje informa-
čního systému jsem se seznámil s požadavky zákazníka, na jejichž základě jsem provedl
návrh informačního systému. Poté jsem aplikaci implementoval. Výsledný produkt obsa-
huje veřejně přístupnou webovou prezentaci. Součástí produktu je i sekce pro studenty,
lektory a administrátory systému. Informační systém všem těmto uživatelům umožňuje
používat požadovanou funkcionalitu definovanou v rámci specifikace požadavků. Dovolím
si tedy tvrdit, že výsledný produkt splňuje požadavky zákazníka. Nicméně stále je třeba co
vylepšovat a ladit. Proto jsem se rozhodl pokračovat ve vývoji systému i nadále.
Z hlediska dalšího vývoje systému bude v nejbližší době revidováno uživatelské rozhraní
tak, aby byl systém bez problému použitelný i na mobilních platformách. Při provádění
průzkumu spokojenosti padl návrh jednoho z uživatelů na možnost diskuze k jednotlivým
článkům. Implementace takového rozšíření by nebyla složitá, tudíž je možné tuto funkcio-
nalitu kdykoliv v budoucnosti dopracovat. Zajímavým rozšířením by mohla být komunikace
mezi uživateli pomocí zasílání textových zpráv přímo v rámci informačního systému. Otáz-
kou je, jestli by se něco takového v dnešní době plné sociálních sítí ujalo.
Toto téma jsem si vybral především z důvodu svého zájmu o webové technologie. Dru-
hým důvodem bylo, že výsledný produkt by měl mít konkrétní využití. Při vývoji tohoto
systému jsem se díky frameworku CakePHP zdokonalil v objektově-orientovaném progra-
mování. Pronikl jsem také do architektury MVC, přičemž jsem poznal většinu jejích výhod
a samozřejmě i nevýhod.
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• Zdrojové soubory aplikace
• Návod k instalaci




Názory uživatelů na systém
• Jako student tu navíc získávám asi jen zobrazení lidí přihlášených na akce a tréninky.
Pro správce bude systém mnohem přínosnější.
• Zobrazování dat a termínů by mohlo být přehlednější.
• Uvítal bych diskuzi pro přihlášené uživatele.
• Jakožto amatér shledávám produkt funkční.
Výsledné grafy hodnocení
Obrázek B.1: Intuitivnost ovládání
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Obrázek B.2: Jednoduchost osvojení si práce se systémem
Obrázek B.3: Přehlednost zobrazovaných informací
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Obrázek B.4: Může mi informační systém ulehčit práci? (pro studenty)
Obrázek B.5: Může mi informační systém ulehčit práci? (pro lektory a administrátory)
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Obrázek B.6: Zobrazení v různých internetových prohlížečích
Obrázek B.7: Celková spokojenost s informačním systémem
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