In this research the applicability of on-line simulation systems for real time decision support is explored and the concept of domain based on-line simulation systems is introduced. For the purpose of demonstrating the feasibility of this concept, a proto~e domain based on-line simulation has been designed, developed, and implemented. The details of the prototype system and how it could be used to make real-time decisions for various problem situations in a chosen domain are discussed. The implemented on-line simulation system has been validated using an off-line simulation model and the results have been analyzed to evaluate the feasibility and cost effectiveness of developing domain based on-line simulation systems.
INTRODUCTION

Background and Motivation
Traditionally simulation has been used as an effective tool for off-line decision making. However, one of the limitations of the traditional simulation approach is the considerable amount of time spent in collecting and analyzing the data input to the simulation or output from the simulation experiment.
This has often forced decision makers to rely on simulation primarily for offline decision making and not for critical decision making situations that may arise on-line or in real-time.
The application horizon of simulation could be expanded by focusing on the development of on-line simulation systems that acquire data, run simulation experiments and deliver the decision in a specKled time window without direct human input. This will lead to the use of simulation in real-time decisions such as flight and crew scheduling in airline industries where various delays force the airline industries to reschedule their flights and crew.
The primary issues concerning the development of online simulation systems are real-time data acquisition, and on-line input and output analysis. Real-time data could be acquired by developing simulation models to monitor the real-life system status continuously so that the data is available at any time when a simulation run is to be made or by developing data interfaces to acquire the data continuously from the real-life system thereby eliminating the need for separate data collection. The input analysis and the output analysis could be performed by the use of expert systems and knowledge bases developed for a particular domain. In this research effort, these aspects of on-line simulation are explored in order to develop on-line simulation as a tool for real-time decision support.
Research Objectives
The concept of domain based on-line simulation systems is explored in this research for the purpose of using them as general purpose decision support systems. The feasibility of this concept is demonstrated by designing, developing, and implementing a prototype on-line simulation system for a selected domain and showing that it can be customized to make real-time decisions in that domain. The prototype system has been developed using Turbo C, CLIPS, and SW and has been implemented on microcomputers. The implemented prototype system has been validated with off-line simulation models to compare and analyze the results.
The objectives of this research areas follows:
1. To explore the concept of domain based on-line simulation system as a tool for real-time decision making.
2. To conceptualize a generalized framework for domain based on-line simulation systems, The on-line simulation system gets shop floor status, material plan and planning options and evaluates the performance of these options. The output is analyzed by production control personnel or an expert system to come up with the best alternative. This framework is applicable for real-time scheduling in manufacturing industries. Jain et al. (1989) used an on-line simulation system in the development of an Expert System Scheduler. The framework used in this system consists of an Expert System Scheduler and a Factory Control System. The scheduling computer acquires shop floor information from the factory control computer, generates a new schedule based on simulation runs and sends it back to the factory control computer. The factory control computer interacts with the shop floor, materials department and the marketing department to get the necessary input and to send the new schedule. The simulation models have been developed using LISP and they use backward chaining concept to go from the desired output to the necessary input.
On-line simulation was used in a work order release mechanism for a flexible manufacturing system developed by Muller et al. (1990) . The framework of this system consists of a simulation model and a control system interface. The simulation model acquires necessa~data directly from the databases. The model is run by the control system interface for a spectiled time window to find the effect of various order release policies. The analyst selects the best schedule based on simulation results. The simulation model was written in SIMAN and the data interfaces were developed in FORTRAN.
On-Line Simulation for Monitoring and Control
On-line control of a manufacturing cell was achieved by Manivannan and Banks (1991) . The framework of this system contains knowledge bases, databases, simulation models and control interfaces. The model monitors the cell continuously and the user initiates the system emulation any time a control decision is needed, A knowledge base is used to selectively simulate alternatives for which prior knowledge does not exist. The simulation models are written in SIMAN and the knowledge bases are written in LISP. Based on this system, Manivannan and Banks have come up with a design for a knowledge-based on-line simulation system to control a manufacturing shop floor. Manivannan and Banks (1990) have also developed an on-line knowledge based simulation system for diagnosing machine tool failure. The framework of this system is similar to the previous system. The data from senso~devices is analyzed by a controller and the simulation model is used to calculate the time of failure of machine tool whenever an impending failure is sensed. A knowledge base stores the results which are used for eliminating simulation runs if prior knowledge exists. On-line simulation systems have also been used in other applications such as signalized intersection control for evaluating various signal control strategies by Chang (1989) , and in developing efficient and flexible operations and training of air tratlic control trainees by Kornecki et al. (1991) .
Need For This Research
The above mentioned applications involve simulation models that monitor the real-life system which are interrupted to make decision runs whenever control decisions are needed. The architectures and the implementations of these systems are based cm the specific problem situations for which they were developed. This limits their application in real-time decision making. The cost of building an on-line simulation system just for a single problem situation affects the economic feasibility of using on-line simulation for real-time decision making. Jain et al. (1989) have concluded that developing an expert system scheduler is very expensive due to the expertise necessary in developing such a system. This limitation could be overcome by a generalized approach towards the real-time decision making problems. The framework developed by Rogers and Flanagan and that developed by Manivannan and Banks are in this direction. However, the architectures of the on-line simulation systems have to be based on a group of problem situations, rather than for individual problems.
This will improve the cost effectiveness of on-line simulation systems. It is therefore necessary to prove the feasibility of developing such systems so that fitnre on-line simulation systems could be generalized. The simulation model is generated by the program based on the customization.
The group of problems constitute a domain; for example, job shop scheduling problems in generaJ could constitute a domain. A domain based on-line simulation system is a simulation program that can be customized to various specific problem situations in the domain. Before conceptualizing and implementing a domain based on-line simulation system, its needs, requirements, and related issues must be addressed.
Needs and Requirements
The issues involved in implementing on-line simulation systems for scheduling have been addressed extensively by Harmonosky (1990) and Rogers and Flanagan 1991) .
The following sections discuss some of the issues related to the conceptualization and implementation of a domain based on-line simulation system.
Real-Time Data Acquisition
For an on-line simulation system, the acquisition of accurate data in real time that truly reflects the current status of the system is essential. This can be accomplished by using sensors interfaced to physical systems and automatic data acquisition systems. In a domain based on-line simulation system, it is necessary to customize the data acquisition module based on the parameters that characterize a particntar problem situation.
Multiple Simulation Runs
Most simulation models characterize stochastic problem situations, and therefore, it is generally necessary to make multiple runs to get acceptable contldence in the output measures. This may consume a considerable amount of time and so the meaning of real-time decision may be lost. However, real-time decisions are needed only in cases where the variations in the system parameters prevent the system from reaching a steady state behavior. Hence, in situations where the time window for simulation is short so that the system may not achieve steady state, it maybe possible to use a single run to arrive at a rough cut solution using on-line simulation.
A domain based on-line simulation system should have the flexibility to customize the simulation run based on user input.
Decision Alternatives to be Evaluated
A decision making situation can result in a number of alternative solutions and it mayor maybe possible to simulate all of them within a given time window. Further, it may not be necessary to simulate all possible situations every time, since information may exist for certain cases from prior simulations.
It is, therefore, possible to restrict the number of alternatives to be simulated and evaluated using other means such as expert systems or knowledge bases which can maintain information on prior simulations.
In the case of a domain based on-line simulation system, it is essential to include the means to restrict the alternatives to be evaluated based on prior knowledge.
Simulation Models for Different Alternatives
Evaluating each alternative for a problem situation generally requires changes in the simulation model. Distributed simulation using parallel processors may also be used to speed up the simulation runs.
User Interfaces
Domain based on-line simulation systems need user input for customizing to a particular problem situation. This requires user friendly interfaces that can prompt for the necessary input along with all the available options to ensure smooth user interaction. It is also necessary to include output user interfaces to convey the decision to the user.
Interrupt Capabilities
In certain situations, it maybe necessary to stop the online simulation system and restart the decision making process with new input parameters. This requires interruption capabilities that have to be built into the control module of the on-line simulation system. In cases where simulation replications consume a considerable amount of time, it maybe necessary to include the interruption capability within the simulation model itself. Based on the needs and requirements analyzed in the previous section, a framework for a domain based on-line simulation system has been conceptualized.
Conceptualization of a Framework
The essential features for a domain based on-line simulation system identified in the previous section can be captured in a generalized framework through the following modules: a simulation module, a customization module, a data acquisition module, a simulation control module, and static and dynamic databases. Additional features such as expert systems and knowledge bases can be included depending on the domain requirements. The static databases can be used to store the parameters of the problem situation and the dynamic databases can be used to store the input data from the data acquisition module. Figure 1 shows the generalized framework for a domain based on-line simulation system that can be used for real-time decision making, The customization module will acquire the parameters of a problem situation from a decision analyst through an user interface, and update the static databases. It will also initialize the knowledge base. The data acquisition module will collect the necessary system data, as specitled in the static databases, continuously from a real-world system and update the dynamic databases. The decision control module, invoked by the user, will initiate the decision making process by invoking the simulation control module. The simulation and Vasudevan control module will call the knowledge based system to check the knowledge base for prior decisions for the given input parameters. If a prior decision exists, the decision will be conveyed through the output user interface. In the case of no prior decisions, a simulation run will be initiated for the first decision alternative. Simulation models will utilize the data stored in the static as well as the dynamic databases to emulate the system status for a specit3ed time window, as spec~led in the static databases, into the future. The output from the simulation run will be analyzed by the simulation control module. This process of running the simulation models and analyzing the output will continue for all the alternatives or till the performance objective is achieved. The decision made by the simulation control module will be stored in the knowledge base as well as conveyed through the output user interface.
The mentioned framework is used in the domain based on-line simulation system developed in this research. However, the framework for a specific domain based on-line simulation system could vary slightly from the given framework depending on the domain requirements.
The domain selected for this research and the design and development methodology are described in the next section.
SYSTEM DESIGN AND DEVELOPMENT
The first step necessary in the design and development of a domain based on-line simulation system is the selection of a domain. For this research, a queuing system with single stage service, parallel identical servers and a single queue has been chosen. This domain consists of a variety of problem situations characterized by the number of servers, the arrival pattern and the service distribution. Some real-world examples of this type of queuing system could be: airline check-in counters at airports, service counters in post ot%ces, ticket counters at bus stations, and registration counters in universities, etc.
In the chosen queuing system, customers arrive at a service counter, wait for a server, get the server, perform the necessa~transaction and then leave the system releasing the server for the next customer. The real-time decision needed for this type of system is the number of servers required to satis~a performance objective such as not exceeding a specitled queue length at any point of time or not making anyone wait for more than a specfled length of time. The decision should be based on the simulation of the system for specitied time window into the future. The on-line input parameters will be the current queue length and the arrival rate in the time window specitled. A specific problem in this domain will have a given maximum number of servers available, an arrival distribution, a service distribution, a specitled time window and a performance objective.
Design Features of the System
The various aspects involved in the design of a domain based on-line simulation system for the chosen domain are described in the following subsections.
Data Acquisition/Decision Output
In practical situations, the on-line input parameters could be acquired directly from a system through sensors, factory control computers or on-line data bases. However, in this research effort on-line data acquisition is emulated using two personal computers as shown in Figure 2 . The data is acquired by a user end computer and is transferred to the decision support computer containing the on-line simulation system through a serial interface. The input data comprises of the current queue length and parameters for the arrival distribution.
The decision from the on-line simulation system is transferred back to the user end computer and is displayed through a user interface. The decision produced by the system is the number of servers required for the specified time frame to satisfi the performance objective.
The programming modules for sending and receiving the data were developed using low level functions in C language and the programs were compiled using Turbo the receiving program writes the ASCII values to a data file in the receiving computer. These programming modules were tested using a sample data files to make sure that the data was being transferred accurately. The modified versions of these programs were used for transfer of arrival distribution and decision from the decision support computer to the user end computer.
Customization
The customization module is basically an user interface with dialog boxes for user input to customize the The arrival and service distributions handled by the simulation model and the performance objectives that can be handled by this system are shown in Table 1 . The decision to limit the options for arrival distribution, service distribution and performance objective is to restrict the scope of this research to demonstration of developing domain based on-line simulation systems. The system developed can easily be expanded to include more options for these parameters.
Simulation Model
The simulation model is capable of reading the configuration and data files to simulate the customized problem situation for the length of time specf~ed and writing the output values of the performance parameters to output files. The simulation model is built with the arrival distributions, service distributions and the performance objectives shown in the Table 1. The simulation model for a single stage, multiple server queuing system with a single queue was developed using SLMAN. The parameters input to the simulation module and the parameters output from the simulation module are shown in Figure 3 . The model reads the input parameters from input data files to simulate the system. The output parameters are written to the output data files. The model was tested with various input values to ensure proper operation.
Control Module
The control module is a C program that was compiled using Turbo C compiler. The control module calls the receiving program to receive the input data from user end computer, runs the simulation model with different alternatives (i.e. in this case, with increasing number of servers) till the alternative that satisfies the performance objective is found, writes the input values and decision to a tile, referred to as knowledge base and then calls the sending program to transfer the decision to the user end computer. The control module was tested using a specific problem situation, The knowledge based system was developed using rules in CLIPS (1991) expert system environment. This system reads the input values and compares it with that in the knowledge base to check for prior decisions. If prior decision exists, then it writes the decision to a tile; otherwise, it writes a failure code to a file. The knowledge based system was tested and then the control module was rnoddied to include the call to knowledge based system before starting the simulation runs. If the knowledge based system finds a decision from the knowledge base, control module will just transfer it to the user end computer; otherwise, it proceeds as described in the previous subsection.
4.1.6
User Interfaces
Two user interfaces were developed and installed in the user end computer. The interface for input is based on the arrival distribution selected in customization. The input interface is graphical and it prompts the user for the current queue length and the arrival parameters based on the distribution.
It then writes this information to a file and calls the sending program to
transfer the values to the decision support computer. The input user interface contains on-line help for the mpu[ parameters wnrcn can uc acxessea oy pressing me F1 key. The output interface receives the decision from the decision support computer and displays to the user end screen using a graphic window.
Operational Algorithm of the System
The first step in the operation of the system is the customization of the system to a particular problem situation characterized by maximum available servers, arrival distribution, service distribution with service time parameters, simulation run length, decision criterion and the objective value. Once customized and evoked, the system operates based on the following algorithm:
Step 1.
[input] Prompt and receive current queue length and arrival parameters from the user.
Step 2. [prior knowledge?] Check the knowledge base for prior decisions for the given input. If prior decision exists, go to Step 8.
Step 3.
[initialize] Set current number of servers = 1.
Step 4.
[simulation] Run simulation with current number of servers and current queue length.
Step 5 Step 8.
[decision] Send the decision value and then return to Step 1.
Step 9. [servers not enough] Send message that servers are instilcien~return to Step 1. In order to validate the system, an off-line simulation model was developed for the above problem along with a control module for input and output. Five sets of input parameters, i.e. five sets of current queue length and mean poisson arrival rate, were used to run both the developed system and the off-line model. For the offline model, the simulation was run with an increasing number of servers and the simulation results were analyzed till performance objective was achieved. The decisions produced by the developed system and the decisions made by the user using the off-line model are shown in Table 2 . These results ensure the validity of the developed system.
Analysis of the System
The developed system and the off-line simulation were Figure 4 shows a plot of time for decision in the on-line simulation system versus the number of servers required. It can be seen from this plot that after the initial time required for customizing the system, the time for decision is a factor of the number of servers. The amount of time taken by the developed system, for the specific problem used for validation, was between 58 to 72 seconds. The amount of time taken by the off-line process, for the same problem, was between 68 to 122 seconds. On the average, the time saved by the developed system worked out to nearly 30% out of the time taken by the off-line process. The one-time cost of automating the data retrieval will be easily offset by the savings in cost of professional labor needed for simulation analysis. Cost savings could be analyzed by comparing the cost of automating the data retrieval and the overhead cost of the domain based on-line simulation system with the cost of developing an offline simulation model and the cost of employing a simulation analyst. A detailed cost analysis is beyond the scope of this research since the implemented system is a prototype and it also emulates real time data acquisition instead of using actual real time data acquisition.
In this research, the use of on-line simulation for realtime decision making was explored. The issues involved in developing domain based on-line simulation systems were analyzed and a framework that can be used for developing domain based on-line simulation systems was developed. A prototype domain based online simulation system was designed and developed for a selected domain. The feasibility of developing domain based on-line simulation systems was demonstrated by validating the developed system with off-line simulation models for the same problem situations used in the online simulation runs.
The prototype system developed for this research is applicable for solving a variety of practical simulation problems. However, the prototype system has limited options for the arrival and service distributions and also for the performance objectives. Further, the interruption capability has not been included in this system due to the emulation of automatic data acquisition using two computers. The user end computer waits for the decision from the decision support computer so that interrupting the simulation will affect the data interface between the two computers. The system could be further generalized by including more options and the interruption capability.
