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In dieser Arbeit werden Konzepte vorgestellt, mit deren Hilfe Entwicklungs-
systeme für mechatronische Systeme realisiert werden können. Die Ansätze 
gewährleisten auch für Nutzer ohne Vorwissen eine flexible und einfache 
Arbeit. In diesem Zusammenhang werden Ansätze vorgestellt, mit welchen 
die Funktionsweise der Sensoren, der Aktoren und des informationstechni-
schen Systems transparent dargestellt wird, so dass der Nutzer hierfür ein 
technisches Verständnis entwickeln kann.  
Nach der Erläuterung der Grundlagen zur Arbeit und des Stands der Technik 
werden zunächst die Konzepte der mikrosystemtechnischen Entwicklungs-
systeme „EasyKit“ und „EasyKit macht Schule“ vorgestellt. Als informati-
onstechnische Systeme werden hier Mikrocontroller eingesetzt, da diese be-
reits eine hohe funktionelle Integration besitzen und somit meist das Mittel 
der Wahl für unerfahrene Nutzer sind. Die elektronischen Schaltungen wer-
den in Form von Hardwaremodulen bereitgestellt und mit modularen Soft-
warebausteinen graphisch programmiert. Dabei werden die Vorteile von Ab-
laufdiagrammen mit den Vorteilen von Datenflussplänen kombiniert, 
wodurch eine hohe Flexibilität erreicht wird. Nutzertests zeigten, dass auch 
Nutzer ohne technisches Vorwissen grundsätzlich mit dieser Art der Pro-
grammierung arbeiten können. 
Dieses Konzept wurde anschließend erweitert, um die Programmierung wei-
ter zu vereinfachen und zu flexibilisieren. Außerdem bestand das Ziel, auch 
die Hardwareentwicklung auf der Schaltungsebene für Nutzer ohne Vorwis-
sen zu ermöglichen, um so Abstand von Ansätzen, bei welchen vorgefertigte 
Komponenten genutzt werden, nehmen zu können. Hierfür werden in der 
Arbeit Anforderungen formuliert und Ansätze für Lösungskonzepte vorge-
stellt. Der wichtigste Ansatz zur Flexibilisierung der Programmierung ist die 
Einführung einer neuen ergänzenden Programmierebene, auf welcher paral-




zung der Hardwareentwicklung auf der Schaltungsebene werden Ansätze 
vorgestellt, welche eine weitestgehend auf ihre Schnittstellenarten abstra-
hierte Modellierung von Sensoren und Aktoren innerhalb der Entwicklungs-
umgebung ermöglichen. So kann der Nutzer bei der Entwicklung der An-
passungsschaltungen zwischen den Sensoren, Aktoren und dem Mikrocon-
troller unterstützt werden. Außerdem können so Signale und Signalwand-
lungen an den Schnittstellen in der graphischen Oberfläche dargestellt und 
vom Nutzer nachvollzogen werden. Weitere Ansätze zur Vereinfachung der 
Entwicklung werden ebenso in der Arbeit vorgestellt. Die erfolgverspre-
chendsten Ansätze wurden in eine Testumgebung implementiert und mit 




In this thesis new concepts for designing development systems for mecha-
tronic systems are introduced. The concepts allow flexible and simple usage, 
even if the users don’t have prior expert knowledge. For this purpose, ap-
proaches are presented, which allow a transparent illustration of the mode of 
operation of sensors, actuators and used platforms, allowing users to under-
stand related technical topics. 
In the first part of the thesis, basic knowledge and the state of the art are pre-
sented. After this, the concepts of the microsystems development systems 
“EasyKit” and “EasyKit macht Schule” are described. In these systems mi-
crocontrollers are used as platform, because they already contain a high 
functional integration. Because of this, novice users prefer to use them as 
platform of choice. The electronic circuits, including the microcontroller, are 
provided in shape modular hardware blocks. They are programmed graph-
ically with modular software blocks. The approach of programming intro-
duced, uses a combination of the advantages of sequential function charts 
and synchronous data flow charts which increases the flexibility. Tests 
showed that even users without prior technical knowledge were able to pro-
gram the microcontroller with these languages. 
The EasyKit concept was advanced, to offer increased flexibility and sim-
plicity during programming. Besides, there was the goal to give users with-
out expert knowledge the capability of developing electronics on the circuit-
ry level, which is far more flexible than developing on the modular level. 
For this purpose, requirements are analyzed and new approaches are pre-
sented in the thesis. The most important approach, to make the software de-
velopment more flexible, is the introduction of a new additional program-
ming level, which supports graphical and textual programming methods at 
the same time. For assisting the user during the hardware development on 




sensors and actuators, by abstracting them to their types of interfaces. 
Through this, the user can be supported when developing driver circuits to 
be used between the sensors, actuators and the microcontroller. Besides, this 
approach allows a comprehensible visualization of the signal behavior and 
the signal transformation at the interface of the microcontroller. Further ap-
proaches to increase the usability during the development phase are also 
presented in the thesis. 
The most promising approaches were implemented to a development envi-
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In diesem Kapitel wird zunächst die Motivation zu dieser Arbeit beschrie-
ben. Danach erfolgt die Formulierung der sich hieraus ergebenden Zielstel-
lungen. Anschließend wird die Vorgehensweise vorgestellt, um diese Ziel-
stellungen zu erreichen. Dabei wird auch der Aufbau dieser Arbeit beschrie-
ben. 
1.1 Motivation 
Das Streben des Menschen, sich seine Arbeit zu erleichtern, ist eine Eigen-
schaft, welche sich bereits vor langer Zeit entwickelte. Hierfür wurden ein-
fachste Werkzeuge entwickelt, welche im Laufe der Zeit durch immer kom-
plexer werdende Maschinen ergänzt wurden. Zu Beginn des 20. Jahrhun-
derts übernahmen diese Systeme in erster Linie rein mechanische Aufgaben. 
Vor allem bei komplexeren Prozessen musste der Mensch dabei die Aufgabe 
der Regelung und Steuerung übernehmen. Mit dem Fortschreiten der Tech-
nik im Bereich der Elektronik und der Informationstechnik wurde es mög-
lich, den Menschen in vielen Bereichen durch technische Regler zu ersetzen. 
Vor allem die Entwicklung flexibel parametrierbarer Regler wäre ohne die 
Weiterentwicklung der Informationstechnik gar nicht möglich 
gewesen. [Ise2008] 
Durch diese Fortschritte wurde auch die Entwicklung mechatronischer Sys-
teme vorangetrieben, was wiederum einen steigenden Bedarf an Entwicklern 
in diesem Bereich bewirkte. Eine wichtige Rolle hierbei spielen mechatroni-
sche Systeme, welche als informationstechnische Plattform einen Mikrocon-
troller verwenden. Die Wichtigkeit dieser Systeme zeigt sich darin, dass un-
ser tägliches Leben von ihnen in Form verschiedenster Geräte bestimmt 




Es ist abzusehen, dass der Bedarf an Experten auf dem Gebiet der Mechat-
ronik und der Informationstechnik schneller steigt als ihre Verfügbarkeit, 
was zu einem Fachkräftemangel führt [Kol2012]. Um diesen Bedarf decken 
zu können, wurden verschiedene Lösungen entwickelt. 
Einige dieser Lösungen sehen vor, dass Entwickler bei ihrer Arbeit durch 
eine modellbasierte Entwicklung unterstützt werden, was die Bearbeitungs-
zeit reduziert und auch komplexere Systeme beherrschbar 
macht [PDB2009]. Unter modellbasierter Entwicklung im Rahmen dieser 
Arbeit ist zu verstehen, dass der Anwender die gewünschte Funktionalität 
der zu entwickelnden Software mit Hilfe von Modellierungssprachen be-
schreibt, welche oft auch eine graphische Darstellung besitzen [BST2010]. 
Aus diesen Beschreibungen kann Quellcode generiert werden, so dass dem 
Anwender die eigentliche Programmierung mit textuellen Sprachen weitest-
gehend erspart bleibt. In Abschnitt 2.2.2 wird die Problematik der modellba-
sierten Entwicklung weiter diskutiert. Weitere Ansätze zur Deckung des 
steigenden Bedarfs an Entwicklern sehen vor, den Fachkräftenachwuchs 
durch die Steigerung der Technikbegeisterung von Schülern zu stimulieren. 
Dabei sollen die Schüler animiert werden, sich auch in ihrer Freizeit mit 
technischen Problemstellungen zu befassen. Auch hierfür werden modellba-
sierte Ansätze genutzt. Hierfür werden in Abschnitt 2.4 einige Beispiele 
vorgestellt. 
Auch wenn in beiden Fällen modellbasierte Ansätze zum Einsatz kommen, 
weisen diese dennoch erhebliche Unterschiede auf, welche aus den jeweili-
gen Zielstellungen resultieren. Für die industrielle Anwendung muss eine 
hohe Flexibilität gewährleistet sein, welche nur durch die Entwicklung auf 
der Mikrocontrollerebene möglich ist. Allerdings wird hier davon ausgegan-
gen, dass die Nutzer bereits über weitreichendes technisches Vorwissen ver-
fügen. Für die Anwendung durch jüngere Nutzer stehen jedoch die Verein-
fachung der Entwicklung und die Motivation im Vordergrund. Daher wer-
den die Mikrocontroller in einen Nutzungskontext, wie zum Beispiel die 
Robotik, eingebettet. Das System wird mit Hilfe von vorgefertigten mechat-
ronischen Funktionsmodulen aufgebaut und auf der Ebene dieser Module 
programmiert, so dass der Nutzer sich nicht um die hardwarenahe Elektro-




Die Arbeit mit solchen modulbasierten Systemen kann die Technikbegeiste-
rung von jüngeren Nutzern wecken und so den Wunsch zur weiteren Nut-
zung im Hobby- und Freizeitbereich auslösen. Allerdings gelangen gerade 
diese Nutzer sehr schnell an die Grenzen solcher modulbasierter Systeme, 
da die Funktionalität des Gesamtsystems auf Kombinationen der einzelnen 
Module beschränkt ist. Im Hobby- und Freizeitbereich sollen jedoch vielfäl-
tige Aufgabenstellungen gelöst werden, wodurch hohe Anforderungen be-
züglich der Flexibilität bestehen. Eine solche flexible Entwicklung ist nur 
auf der Ebene der Mikrocontroller möglich. Die Entwicklung auf dieser 
Ebene ist jedoch grundlegend verschieden zur Entwicklung mit modulba-
sierten Ansätzen, weshalb sich der Nutzer beim Umstieg von Grund auf mit 
dem Thema der Elektronik- und Softwareentwicklung beschäftigen muss. 
Dies ist im Hobby- und Freizeitbereich jedoch ein großes Problem, da die 
Nutzer sich hier meist ohne fachkundige Anleitung einarbeiten müssen. Dies 
stellt eine erheblich Einstiegsbarriere dar. Vor allem bei jüngeren Personen, 
welche ansonsten technikbegeistert sind, zeigt sich häufig eine Scheu, sich 
in eine so komplexe Thematik einzuarbeiten. Jedoch wäre gerade für diese 
jungen Leute das hierbei erworbene Wissen wichtig, da sie dieses später in 
fast allen technischen Bereichen einsetzen können. Vor allem würde auf die-
se Weise der Einstieg in die Nutzung von Entwicklungssystemen, welche 
für den Einsatz durch Experten vorgesehen sind, vereinfacht werden. An 
dieser Stelle setzt die vorliegende Arbeit an. 
1.2 Zielstellung 
Es werden Konzepte und Ansätze untersucht, welche den Einstieg in die 
Thematik der mikrocontrollerbasierten mechatronischen Systeme für tech-
nisch interessierte Nutzer ohne domänenspezifisches Expertenwissen unter-
stützen. Der Begriff domänenspezifisches Expertenwissen wird synonym 




Die Ansätze sollen verschiedene Bedingungen erfüllen: 
 Die Entwicklung der mechatronischen Systeme muss ohne Experten-
wissen auf dem Gebiet der Elektronik- oder Softwareentwicklung mög-
lich sein, um dem Nutzer die Angst vor der Komplexität der Thematik 
zu nehmen und um die Entwicklung möglichst einfach zu gestalten. 
 Die Entwicklung muss auf der Ebene der Mikrocontroller und Schal-
tungen ermöglicht werden, so dass eine hohe Flexibilität in der Elektro-
nik- und Softwareentwicklung gewährleistet ist. Nur so können die viel-
fältigen Aufgabenstellungen im Hobbybereich abgedeckt werden. 
 Die Entwicklung muss weitestgehend plattformunabhängig erfolgen, 
um den Nutzern auch hier weitere Flexibilität zu ermöglichen. 
 Das technische Verständnis über die Funktionsweise mikrocontrollerba-
sierter mechatronischer Systeme muss gefördert werden, um den Nutzer 
zum technischen Denken anregen zu können und ihm so die zukünftige 
Entwicklung mechatronischer Systeme auf einem professionellen Ni-
veau zu erleichtern. 
Ein auffälliger Zielkonflikt ist, dass die Entwicklung trotz der möglichst ho-
hen Flexibilität weitestgehend ohne Expertenwissen erfolgen soll. Dies gilt 
sowohl für den Softwarebereich als auch für den Hardwarebereich. Das üb-
liche Vorgehen zur Reduzierung des benötigten Expertenwissens ist die 
Modularisierung. Dabei werden Module bereitgestellt, in deren Entwicklung 
Expertenwissen bereits eingeflossen ist. Der Einsatz dieser Module ermög-
licht zwar dann die Nutzung von Expertenwissen, ohne dieses selbst zu be-
sitzen, jedoch schränkt er die realisierbare Funktionalität des Gesamtsystems 
ein. 
Ziel der Arbeit ist es, für die Gestaltung von Systemen zur Entwicklung 
mikrocontrollerbasierter mechatronischer Systeme Anforderungen zu for-
mulieren sowie Realisierungskonzepte zu entwickeln und diese analytisch 
und empirisch zu untersuchen. Dabei sollen die vorgenannten Bedingungen 
berücksichtigt werden, wobei vor allem die Zielerreichungskonflikte zwi-
schen einfacher Nutzbarkeit und hoher Flexibilität im Zentrum stehen. In 
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diesem Rahmen müssen sowohl Aspekte der Hardware- als auch der Soft-
wareentwicklung betrachtet werden. 
Die aufgeführten Ziele und Rahmenbedingungen ergeben sich aus der zu 
untersuchenden Zielgruppe, welche aus Personen besteht, die sich in die 
Thematik der mikrocontrollerbasierten mechatronischen Systeme einarbei-
ten möchten. Im Normalfall können diese Personen nicht auf technisches 
Wissen auf den Gebieten der Elektronik und der Informationstechnik zu-
rückgreifen. Lediglich Wissen, welches im Bereich der Schulausbildung 
vermittelt wird, kann vorausgesetzt werden. In den meisten Fällen wird es 
sich dabei um jüngere Menschen handeln, welche ein technisch orientiertes 
Hobby betreiben, in welchem mechatronische Systeme einsetzbar sind. Da-
her stehen vor allem diese jüngeren Personen im Zentrum der Untersuchun-
gen dieser Arbeit. Das bedeutet nicht, dass ältere Menschen nicht berück-
sichtigt werden. Allerdings haben sich erwachsene technikbegeisterte Perso-
nen gewöhnlich bereits ein grundlegendes technisches Wissen angeeignet. 
Daher kommen sie zwar als Anwender in Frage, für die im Rahmen dieser 
Arbeit durchgeführten Untersuchungen sind sie jedoch ungeeignet. 
1.3 Aufbau der Arbeit und Neuartigkeit 
Der Aufbau der vorliegenden Arbeit ist in Abbildung 1 in einem Überblick 
dargestellt. Er entspricht dem chronologischen Vorgehen bei der Entwick-
lung und Untersuchung der neuen Konzepte. 
Das folgende Kapitel beschäftigt sich mit den wichtigsten Grundlagen der 
Arbeit und dem Stand der Technik. Dabei wird zunächst erklärt, was unter 
dem Begriff der mikrocontrollerbasierten mechatronischen Systeme zu ver-
stehen ist, wie diese entworfen werden und welche Besonderheiten bei der 
Entwicklung zu berücksichtigen sind. Dabei wird auch der Begriff des do-
mänenspezifischen Expertenwissens definiert und grundlegende Informatio-
nen zur Mikrocontrollertechnik gegeben. Anschließend werden in Abschnitt 
2.2 einige Grundlagen zum Thema der Programmierung von Mikrocontrol-
lern vorgestellt. In diesem Rahmen werden auch die Begriffe der Plattfor-






Abbildung 1: Aufbau dieser Arbeit 
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In Abschnitt 2.3 sind ausgewählte Grundlagen zum Thema der Mensch-
Maschine-Schnittstelle dargestellt, wobei hier der Fokus auf der Analyse der 
Nutzerfreundlichkeit liegt. Im sich anschließenden Abschnitt 2.4 werden 
bereits existierende Systeme vorgestellt, welche mit Hilfe verschiedener 
Maßnahmen versuchen die Entwicklung mikrocontrollerbasierter mechatro-
nischer oder verwandter Systeme für unterschiedliche Nutzergruppen zu er-
leichtern. Aus dieser Zusammenstellung wurden Defizite abgeleitet, welche 
in Abschnitt 2.5 diskutiert werden. 
Im dritten Kapitel werden die ersten Lösungsansätze für die im zweiten Ka-
pitel aufgeführten Defizite präsentiert. Dabei stand zunächst die Software-
entwicklung auf der Ebene der Mikrocontroller im Mittelpunkt, während für 
die Hardwareentwicklung weiterhin modulare Komponenten vorgesehen 
wurden. Als Ergebnis werden in den Abschnitten 3.1 und 3.2 die erste Ver-
sion des Entwicklungssystems EasyKit und der für die Anwendung in der 
schulischen Ausbildung gedachte EasyKit Starter sowie die zugehörige 
Entwicklungsumgebung EasyLab vorgestellt. Mit dem EasyKit Starter wur-
den Nutzertests mit Experten, Lehrern und Schülern durchgeführt. Die Er-
gebnisse dieser Tests werden in Abschnitt 3.3 präsentiert. Des Weiteren er-
folgt hier eine Diskussion der Defizite. 
In Kapitel 4 werden Anforderungen formuliert, welche zur Beseitigung der 
Defizite herangezogen werden, um die Entwicklung des mechatronischen 
Systems verständlicher zu gestalten. Dabei wird nun auch bei der Hardware-
entwicklung Abstand von modulbasierten Ansätzen genommen, um eine 
höhere Flexibilität zu erreichen. Für die Anforderungen werden verschiede-
ne Realisierungskonzepte vorgeschlagen. 
Im fünften Kapitel wird dargestellt, wie die auf Basis der formulierten An-
forderungen entwickelten Realisierungskonzepte in eine Testentwicklungs-
umgebung implementiert wurden. In Abschnitt 0 werden die Durchführung 
und die Ergebnisse der mit der Testentwicklungsumgebung durchgeführten 
abschließenden Nutzertests diskutiert. 
Das sechste und letzte Kapitel besteht aus der Zusammenfassung der Arbeit 




Die Arbeit enthält folgende neuartige Ansätze: 
 Die in dieser Arbeit vorgestellten Konzepte schließen die Lücke zwi-
schen den einfach nutzbaren modulbasierten Ansätzen und der professi-
onellen modellbasierten Entwicklung mechatronischer Systeme.  
 Sie ermöglichen auch für Nutzer ohne Expertenwissen die Erfüllung der 
Forderungen einer plattformunabhängigen und flexiblen Entwicklung. 
 Die im Rahmen der Vorstellung von EasyKit und des EasyKit Starters 
beschriebenen Konzepte wurden von Testnutzern unterschiedlicher Al-
tersstufen als einfach nutzbar eingestuft und ermöglichen dennoch eine 
hohe Flexibilität in der Softwareentwicklung. Durch die Möglichkeit 
individuelle Schaltungen zu erstellen, ist das System erstmals sowohl 
durch Nutzer ohne Expertenwissen als auch durch Experten sinnvoll 
einsetzbar. 
 In der Arbeit werden weitere neuartige Ansätze vorgestellt, welche die 
Entwicklung der Software soweit flexibilisieren und vereinfachen, dass 
ein Einsatz durch Nutzer im Hobbybereich ermöglicht wird. 
 Weiterhin werden getestete Konzepte beschrieben, welche die Darstel-
lung der elektronischen Hardware in der Entwicklungsumgebung er-
möglichen. 
 Es werden Ansätze aufgezeigt, welche eine schnelle Inbetriebnahme der 
informationstechnischen Plattform für Nutzer ohne Expertenwissen er-
möglichen. 
 Außerdem werden Konzepte vorgestellt, welche Nutzern ohne Exper-
tenwissen die Entwicklung elektronischer Schaltungen auf Mikrocon-
trollerebene für die Anbindung von Sensoren und Aktoren ermöglichen. 
 Es wird ein Programmierkonzept eingeführt, bei welchem der Nutzer 
auch ohne Expertenwissen einen hohen Freiheitsgrad erreicht. Dabei 
wird die Softwareentwicklung auf drei hierarchischen Ebenen durchge-
führt. 
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 Dabei wird ein neuartiges hybrides Konzept aus graphischer und textu-
eller Programmierung beschrieben, welches das Erlernen der grundle-
genden Syntax einer textuellen Programmiersprache unterstützen kann. 
 Weitere vorgestellte Ansätze der Arbeit machen dem Nutzer, unter an-
derem, bestimmte Funktion innerhalb des mechatronischen Systems, 
wie zum Beispiel der Signalwandlung am Mikrocontroller, verständ-
lich. Das Verständnis dieser Funktionen kann den Einstieg in die pro-




2 Grundlagen – Stand der Technik 
In der Beschreibung der Zielstellung wurde ausgeführt, dass im Rahmen 
dieser Arbeit neue Ansätze für die Gestaltung von Systemen zur Entwick-
lung mikrocontrollerbasierter mechatronischer Systeme untersucht werden. 
Hierfür werden in erster Linie modellbasierte Ansätze berücksichtigt, wel-
che genutzt werden, um die Plattformunabhängigkeit, Flexibilität und Ein-
fachheit der Entwicklung zu gewährleisten. 
In diesem Kapitel wird daher zunächst eine grundlegende Begriffsklärung 
zum Thema der mikrocontrollerbasierten mechatronischen Systeme vorge-
nommen. Anschließend wird die Programmierung von Mikrocontrollern er-
klärt, wobei auch Aspekte der Plattformunabhängigkeit, der modellbasierten 
Entwicklung und der graphischen Programmiersprachen diskutiert werden. 
Weiterhin werden Grundlagen zur Mensch-Maschine-Schnittstelle und Me-
thoden zur Evaluierung der Nutzerfreundlichkeit dieser Schnittstellen vorge-
stellt. Im letzten Teil des Kapitels werden die Ergebnisse der Untersuchung 
bereits existierender Entwicklungssysteme für mikrocontrollerbasierte me-
chatronische Systeme vorgestellt. 
2.1 Mikrocontrollerbasierte mechatronische Sys-
teme 
In diesem Abschnitt werden der Aufbau, die Funktionsweise und der Ent-
wurf mikrocontrollerbasierter mechatronischer Systeme beschrieben. Hier-
für wird zunächst der Begriff der mechatronischen Systeme erklärt. An-
schließend wird der Einsatz von Mikrocontrollern in diesem Kontext disku-
tiert. 
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2.1.1 Mechatronische Systeme - Begriffsbestimmung 
Die Mechatronik ist ein interdisziplinäres Fachgebiet, welches Elemente der 
Mechanik, der Elektronik und der Informatik in sich vereint. Dementspre-
chend sind mechatronische Systeme aus mechanischen, elektronischen und 
informationstechnischen Bestandteilen aufgebaut [Ise2008; Rod2012]. Die 
eigentliche, mit ihnen zu bearbeitende Aufgabenstellung ist jedoch meist im 
Bereich der Mechanik zu finden. Hierfür werden im mechatronischen Sys-
tem mechanische, chemische und optische Prozessgrößen zunächst mecha-
nisch, chemisch oder optisch aufbereitet. Im nächsten Schritt erfolgt die 
Wandlung der physikalischen in elektrische Signale, so dass die Sensorel-
ektronik diese anschließend in eine für das informationstechnische System 
nutzbare Repräsentation umwandeln kann. Im informationstechnischen Sys-
tem erfolgen Berechnungen, deren Ergebnisse wiederum zur Manipulation 
des Prozesses genutzt werden. Hierfür müssen die berechneten Daten zu-
nächst wieder in elektrische Größen gewandelt werden, welche anschließend 
durch die Leistungselektronik an die benötigten Signalarten angepasst wer-
den. Die so entstandenen elektrischen Signale werden wieder in nichtelektri-
sche Größen umgewandelt und nach einer weiteren mechanischen, chemi-
schen oder optischen Wandlung in den Prozess geführt. Grundsätzlich müs-
sen nicht alle Schritte in genau dieser Form vorliegen. So entfällt beispiels-
weise die Signalaufbereitung durch nichtelektrische Messgrößenumformer, 
wenn die zu messende Prozessgröße eine elektrische ist. In Abbildung 2 ist 
der hier beschriebene Ablauf noch einmal im „Messen-Steuern-Regeln“-
Kreislauf (MSR) graphisch dargestellt. [BST2010] 
Der Nutzer kann das Verhalten des Systems auf zwei Arten beeinflussen. 
Zum einen kann er direkt in den Prozess eingreifen. Zum anderen kann er 
sich mit Hilfe des informationstechnischen Systems über den aktuellen Ar-
beitszustand des Prozesses und des mechatronischen Systems informieren 
und Einfluss nehmen, indem er die gewünschten Parameter in der Software 
entsprechend seiner Vorstellungen ändert. Dies ist natürlich nur möglich, 
wenn eine solche Einflussnahme am informationstechnischen System vorge-
sehen ist. 




Abbildung 2: MSR-Kreislauf für ein mechatronisches System mit 
Einflussnahme durch einen Nutzer [BST2010; Jan2010; Val2010] 
Entwurf mechatronischer Systeme 
Da im Zentrum des Entwurfsprozesses die Funktionalität steht, existieren für 
die Realisierung der mechanischen, elektrischen und informationstechni-
schen Komponenten gewöhnlich viele verschiedene Möglichkeiten. Beim 
Entwurf eines mechatronischen Systems können diese nicht unabhängig 
voneinander und ebenso nicht unabhängig vom zugehörigen Prozess be-
trachtet werden. Somit entsteht ein komplexes Netzwerk aus Abhängigkei-
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ten, was die Suche nach einer optimalen Lösung erschwert. Um Entwickler 
hierbei zu unterstützen, wurden modellbasierte Ansätze konzipiert. Dabei 
werden Verhaltensweisen und Wechselwirkungen der Prozesse und Teilsys-
teme beobachtet und modellhaft festgehalten. Auf Basis dieser Modelle wird 
anschließend das Gesamtsystem entwickelt. [Jan2010] 
Häufig orientieren sich Entwickler bei der Durchführung einer solchen mo-
dellbasierten Entwicklung am V-Modell, welches in Abbildung 3 dargestellt 
ist. Auf der linken Seite des Modells erfolgt die Konkretisierung der einzel-
nen Komponenten, während auf der rechten Seite die Integration zum Ge-
samtsystem erfolgt. [Jan2010] 
Modellbasierte Ansätze finden heute vor allem im Bereich der Softwareent-
wicklung Anwendung. In Abschnitt 2.2.2 wird hierauf noch einmal vertieft 
eingegangen. 
 
Abbildung 3: V-Modell zur modellbasierten Entwicklung [VDI2206-2004] 
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2.1.2 Mikrocontrollerbasierte mechatronische Systeme 
Wird das informationstechnische System in einen spezifischen Nutzungs-
kontext eingebunden, so spricht man von einem eingebetteten 
System [BST2010]. An solche Systeme werden oft spezifische Anforderun-
gen gestellt. So müssen sie beispielsweise mobil, kostengünstig oder sehr 
spezialisiert sein. Es gibt sie in unterschiedlichen Konfigurationen, wobei 
zum Teil bereits Ein- und Ausgabeelektronik, Wandler und sogar mechani-
sche Komponenten in das eingebettete System integriert sind [BST2010]. 
Die Hardware eingebetteter Systeme ist damit auf die Anforderungen für 
eine Integration in mechatronische Systeme ausgerichtet, was den Hauptun-
terschied zu herkömmlichen PC-Systemen ausmacht [BST2010; Ise2008]. 
Auch die Software des informationstechnischen Systems unterscheidet sich 
erheblich. Während herkömmliche PC-Systeme vom Nutzer durch die In-
stallation neuer Programme in ihrer Funktionalität verändert werden können, 
ist das Umprogrammieren der Software in eingebetteten Systemen nur durch 
den Entwickler, nicht aber durch den Nutzer vorgesehen. Dieser soll ledig-
lich die Möglichkeit zur Parametrierung der Software haben, was vollkom-
men ausreichend ist, da eingebettete Systeme, welche in größere, komplexe-
re mechatronische Systeme integriert sind, nur bestimmte, vorher fest defi-
nierte Aufgaben übernehmen. [BST2010; Hea2002; LP2009; Pec2008; 
PSS2008] 
Heutzutage werden vor allem vier verschiedene Typen von Entwicklungs-
plattformen genutzt, um eingebettete Systeme zu entwickeln [Dub2009]. In 
Tabelle 1 sind diese, gemeinsam mit ihren wichtigsten Eigenschaften, aufge-
führt. 
Im Rahmen dieser Arbeit werden Systeme betrachtet, welche als informati-
onstechnisches System einen Mikrocontroller nutzen. Wie dies in Abbildung 
4 dargestellt ist, besitzt ein Mikrocontroller bereits die wichtigste Peripherie, 
welche auch für den Betrieb eines von-Neumann-Rechners vorgesehen ist. 
Auf diese Weise wird die Integration in mechatronische Systeme erleichtert 
und die Entwicklungs- und Herstellungskosten können reduziert 
werden [Pec2008; Rod2012; Wüs2011]. 
 




Mikroprozessor (μP) Konfigurierbar über Software 
Für Rechenoperationen geeignet 
Bildet die Basiseinheit für die folgenden 
Plattformen 





Kann mit einem Hostprozessor kommunizie-
ren 
Field Programmable 
Gate Arrays (FPGA) 
Möglichkeit die Vorteile von μP, μC und 
ASSP zu verbinden 
Tabelle 1: Übersicht über die wichtigsten digitalen Entwicklungsplattfor-
men [Dub2009] 
 
Dennoch sind Mikrocontroller nicht so spezialisiert wie ASSPs oder FPGAs, 
so dass sie vergleichsweise flexibel einsetzbar sind und weniger spezialisier-
tes Fachwissen für die Nutzung benötigt wird [Cle1999; HB2009]. Durch 
die beiden Eigenschaften der flexiblen Einsetzbarkeit und der Kosteneffizi-
enz erfüllen Mikrocontroller die wesentlichen Anforderungen, welche ge-
wöhnlich an eingebettete Systeme gestellt werden [Mor2001]. 
Jedoch stehen den Vorteilen auch Nachteile entgegen. Vor allem ist hier zu 
nennen, dass die Verarbeitungsleistung von Mikrocontrollern vergleichswei-
se gering ist [Wüs2011]. 
























Abbildung 4: Darstellung eines Mikrocontrollers in Form 
eines von-Neumann-Rechners nach Wüst [Wüs2011] 
Entwurf mikrocontrollerbasierter mechatronischer Systeme 
Grundsätzlich kann für den Entwurfsprozess auf modellbasierte Ansätze, 
wie das in Abschnitt 2.1.1 beschriebene V-Modell, zurückgegriffen werden. 
Allerdings besitzen mikrocontrollerbasierte mechatronische Systeme fol-
gende, zu berücksichtigende Besonderheiten: 
 Mikrocontrollerbasierte mechatronische Systeme sollen meist stark spe-
zialisiert, kostengünstig oder mobil sein [BST2010]. Die Auswahl der 
einsetzbaren mechanischen Komponenten reduziert sich somit. 
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 Zudem müssen die mechanischen Komponenten grundsätzlich mit den 
elektrischen Schnittstellen von Mikrocontrollern kompatibel sein. 
 Die Entwicklung der Software muss an die Verarbeitungsleistung von 
Mikrocontrollern angepasst sein, da diese gegenüber anderen Plattfor-
men eingeschränkt ist [Wüs2011]. 
Aufgrund dieser Besonderheiten werden mikrocontrollerbasierte mechatro-
nische Systeme traditionell schrittweise entwickelt. In Abbildung 5 ist dies 
dargestellt [BPK2009]. 
Zunächst wird der mechanische Aufbau konstruiert, in welchen Sensoren 
und Aktoren integriert werden. Diese werden über Spannungsanpassungs- 
und Treiberschaltungen mit dem Mikrocontroller verbunden, so dass dieser 
die Sensordaten auslesen, verarbeiten und als Stellwerte an die Aktoren wei-
ter geben kann. 
 
Abbildung 5: Sequentieller Ablauf der Entwicklung mechatronischer Sys-
teme 
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Der Mikrocontroller muss im letzten Schritt programmiert werden. Der je-
weilige Entwicklungsschritt baut auf den Ergebnissen des vorherigen Schrit-
tes auf, so dass die Elektronik an die Mechanik und die Software an die 
Elektronik angepasst werden kann. Ein solcher sequentieller Arbeitsablauf 
wirkt sich daher positiv auf die Zuverlässigkeit des zu entwickelnden Sys-
tems aus [Ste2005].  
Da die Entwicklung der Software der letzte Schritt im Systementwurf ist, 
muss hierbei die Kombination aus Prozess, nichtelektronischer Hardware, 
Elektronik und Software berücksichtigt werden, um so das entstehende Ge-
samtprodukt zu optimieren. Die Software muss beispielsweise an die Be-
sonderheiten der genutzten Sensoren und Aktoren angepasst werden und 
gleichzeitig Randbedingungen, wie zum Beispiel Echtzeitfähigkeit, geringer 
Ressourcenbedarf, geringer Energieverbrauch oder eine hohe Zuverlässig-
keit berücksichtigen. [BST2010] 
2.1.3 Domänenspezifisches Expertenwissen im Bereich der 
mikrocontrollerbasierten mechatronischen Systeme 
Wie in Abschnitt 2.1.2 beschrieben, wird bei der Entwicklung mikrocontrol-
lerbasierter mechatronischer Systeme domänenspezifisches Expertenwissen 
aus unterschiedlichen Fachgebieten benötigt. Aus diesem Grund wird im 
Folgenden eine allgemeine Erklärung des Begriffs des Expertenwissens vor-
genommen und anschließend auf das Problem der mikrocontrollerbasierten 
mechatronischen Systeme erweitert. 
Domänenspezifisches Wissen im Allgemeinen 
Als domänenspezifisches Expertenwissen oder Vorwissen werden Kenntnis-
se und Fertigkeiten von Personen auf bestimmten Gegenstandsgebieten be-
zeichnet. [Ren1996] 
Domänenspezifisches Expertenwissen auf Grundlagengebieten erleichtert 
oder ermöglicht oft das Erlernen neuen Wissens aus anderen 
Domänen. [Ren1996] 
Allerdings kann Expertenwissen auch zu Missverständnissen führen, wenn 
beispielsweise ein Begriff in zwei unterschiedlichen Domänen verschiedene 
Bedeutungen besitzt [NB1999]. Ein anschauliches Beispiel hierfür wird in 
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Abschnitt 2.2.2 unter dem Punkt „Abgrenzung zur modellbasierten Entwick-
lung in der Regelungstechnik“ vorgestellt. Hier wird kurz beschrieben, wel-
che unterschiedlichen Bedeutungen der Begriff der modellbasierten Ent-
wicklung im Bereich der Informatik und im Bereich der Regelungs- und Au-
tomatisierungstechnik besitzen. 
Domänenspezifisches Wissen im Bereich der Mechatronik 
Vor allem auf kombinierten Wissensgebieten, wie der Mechatronik, ist das 
Vorhandensein von Domänenwissen in den relevanten Teilbereichen wich-
tig, um neues Wissen möglichst einfach erlernen zu können. Als relevante 
Teilgebiete sind dabei unter anderem folgende Bereiche zu 
nennen [BH2011]: 
 Mechanik 








o Informationsdarstellung (Signale und Datentypen) 
o Softwareentwicklung 
Je nach Einsatzbereich ist Vorwissen aus weiteren Fachgebieten, wie zum 
Beispiel der Kommunikations-, Automatisierungs- oder Kraftfahrzeugtech-
nik notwendig. [BH2011] 
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Arbeiten ohne domänenspezifisches Expertenwissen 
Durch die im Rahmen dieser Arbeit entwickelten Konzepte sollen Nutzer 
mikrocontrollerbasierte mechatronische Systeme entwickeln können, ohne 
dabei Vorwissen auf den oben genannten Teilgebieten besitzen zu müssen. 
Um dies zu ermöglichen stehen grundsätzlich zwei Methoden zur Auswahl: 
 Abstraktion durch Modulbildung: 
Das für die Erfüllung der Aufgabenstellung benötigte Expertenwissen 
ist bereits in modularen Systembausteinen integriert. Der Nutzer arbei-
tet mit den Modulen auf einer höheren abstrakten Ebene und greift so-
mit indirekt auf das Expertenwissen der unteren Ebenen zurück, ohne 
selbst Experte auf dem Gebiet sein zu müssen. 
 Hilfestellung durch zusätzliche Informationen: 
Das relevante Expertenwissen wird passend für die Nutzergruppe auf-
bereitet. Der Nutzer wird mit genau den Informationen versorgt, welche 
er für die Erfüllung seiner Aufgabenstellung benötigt. 
Natürlich sind auch Kombinationen der beiden Methoden vorstellbar, so 
dass ihre jeweiligen Vorteile kombiniert werden können. 
Bei beiden Herangehensweisen besteht allerdings das Problem, dass zu-
nächst das benötigte Expertenwissen ausreichend genau definiert sein muss. 
Hierfür müssen die bestehenden Aufgabenstellungen und ihre zugehörigen 
Lösungen untersucht und auf das Vorwissen der späteren Nutzergruppe an-
gepasst werden. In Abschnitt 2.3.5 werden hierfür anwendbare Untersu-
chungsmethoden beschrieben. 
2.2 Programmieren von Mikrocontrollern 
Um die eigentliche Programmierung der Software eines mikrocontrollerba-
sierten mechatronischen Systems nachvollziehen zu können, bietet sich eine 
Betrachtung der Programmiersprache C an. C wird als „High-Level Langu-
age“ bezeichnet. Auf der einen Seite gibt es zwar höhere Sprachen, wie 
C++, Java oder von modellbasierten Ansätzen abgeleitete graphische Pro-
22 2 Grundlagen – Stand der Technik
 
 
grammiersprachen, welche immer mehr an Bedeutung gewinnen und daher 
später hier noch vorgestellt werden. Allerdings ist C bis heute noch die 
meist genutzte Programmiersprache für Mikrocontroller [BST2010]. Hinzu 
kommt, dass bei der Entwicklung mit höheren und graphischen Program-
miersprachen meist aus dem Programm zunächst C-Code erzeugt wird, wel-
cher danach wie ein ganz normales C-Programm weiterverarbeitet 
wird [BGB2008; Mat2012a]. 
Übersetzen und Herunterladen von C-Code auf einen Mikrocontroller 
Ein Mikrocontroller kann nicht mit dem reinen C-Code arbeiten. Daher 
muss dieser mit Hilfe einer Werkzeugkette (oder engl. „Toolchain“) über-
setzt werden.  In Abbildung 6 ist der im Folgenden beschriebene Ablauf 
graphisch dargestellt. 
Zunächst wird der C-Code durch einen Vorprozessor für den Compiler vor-
verarbeitet. Der Compiler erzeugt aus diesem vorverarbeiteten Code einen 
plattformspezifischen Code in einer Assemblersprache. Dieser Code besteht 
aus nacheinander ablaufenden Schritten, mit welchen direkt auf die Register 
des Mikroprozessors zugegriffen werden kann. Zum Teil werden einfache 
Programme für Mikroprozessoren direkt in dieser Sprache programmiert, da 
der Code so besser auf das System optimiert werden kann. Allerdings ist ein 
so erstellter Quellcode vergleichsweise unübersichtlich, weshalb diese Spra-
che heute nur noch selten genutzt wird. Die einzelnen Schritte werden im 
Folgenden durch den Assembler in eine bitcodierte Maschinensprache über-
setzt, welche vom Mikroprozessor gelesen werden kann. Auch wenn der 
Code nun eigentlich lesbar für Mikroprozessoren wäre, kann das Programm 
so noch nicht ausgeführt werden, da den Variablen und Datenstrukturen bis 
zu diesem Punkt noch keine Speicheradressen zugewiesen wurden. Dies ge-
schieht durch den Linker und den Loader. Der Linker kann zudem zusätzli-
che Bibliotheken einbinden. [Pec2008]  
Diese Bibliotheken werden in vorkompilierter Form von Herstellern zur 
Verfügung gestellt, was in erster Linie dem Schutz geistigen Eigentums 
dient. Außerdem wird auf diese Weise die Übersichtlichkeit und Handhab-
barkeit des Quellcodes verbessert. Im letzten Schritt muss das Programm in 
den Speicher der Plattform geladen werden. [Pec2008] 




Abbildung 6: Übersetzung von C-Code zu Maschinencode [Pec2008] 
2.2.1 Plattformunabhängigkeit mikrocontrollerbasierter me-
chatronischer Software 
Eine wichtige Besonderheit von Software für Mikrocontroller ist, dass diese 
speziell für eine bestimmte Plattform entwickelt wird. Aus diesem Grund 
kann sie auch in die Plattformsoftware und die Applikationssoftware unter-
teilt werden. Die Plattformsoftware ermöglicht die Nutzung der von der 
Hardware zur Verfügung gestellten Funktionalität. Sie beinhaltet beispiels-
weise Treiber zur Kommunikation oder zur Interruptverarbeitung. Man kann 
also sagen, dass die Plattformsoftware festlegt, über welche hardwarenahen 
Funktionen die Arbeitsaufgaben des eingebetteten Systems realisiert werden 
sollen. In der Applikationssoftware hingegen wird festgelegt, welche Ar-
beitsaufgaben vom Mikrocontroller ausgeführt werden. Diese Arbeitsaufga-
ben, wie zum Beispiel das Abarbeiten von Regelalgorithmen, werden oft 
weitestgehend hardwareunabhängig implementiert. [BST2010] 
Plattformunabhängigkeit - Begriffsbestimmung 
Unter Plattformunabhängigkeit versteht man gewöhnlich, dass eine Software 
auf unterschiedlichen Plattformen ausgeführt werden kann. Als Plattformen 
können dabei die eigentliche Computerhardware, Betriebssysteme oder auch 
Dienstprogramme angesehen werden. Für ein herkömmliches Computerpro-
gramm bedeutet dies beispielsweise, dass es, um plattformunabhängig zu 
sein, auf unterschiedlicher Hardware und unterschiedlichen Betriebssyste-
men lauf- und funktionsfähig sein muss. 
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Es existieren unterschiedliche Ausprägungen der Plattformunabhängigkeit. 
Die wichtigsten sind: 
 Quellcodeunabhängigkeit (wichtig für Entwickler) 
o Plattformunabhängiger Quellcode kann für unterschiedliche Betriebs-
systeme übersetzt und auf diesen ausgeführt werden. 
 Unabhängigkeit durch Nutzung eines Dienstprogramms 
o Das Programm wird in einem Dienstprogramm ausgeführt. Beispiels-
weise können Webanwendungen in einem Browser ausgeführt wer-
den, unabhängig davon, auf was für einer Plattform dieser installiert 
ist. 
 Zwischencode 
o Das Programm liegt in einer teilweise übersetzten Codeform vor, wel-
che von einer Laufzeitumgebung interpretiert werden kann. Ein Bei-
spiel hierfür ist Java, dessen Bytecode in der Java Laufzeitumge-
bung [Ora2012] ausgeführt wird. 
Plattformunabhängige Softwareentwicklung für Mikrocontroller 
Im Bereich der herkömmlichen Computersoftware existieren bereits viele 
Werkzeuge, mit welchen die oben genannten Plattformunabhängigkeiten 
ermöglicht werden können. Bei der Programmierung von Mikrocontrollern 
gibt es hingegen erst einige wenige Ansätze. In höheren textuellen Sprachen, 
wie C, C++ oder Embedded Java, ist dies bedingt möglich. Dabei muss der 
Entwickler selbst Maßnahmen treffen, dass im Quellcode keine plattform-
spezifischen Anweisungen vorkommen. 
Spätestens wenn jedoch die Hardwareperipherie des Mikrocontrollers ge-
nutzt werden soll, ist es nahezu unmöglich, vollständig plattformunabhängig 
zu arbeiten, da unterschiedliche Mikrocontroller im Allgemeinen auch un-
terschiedliche Peripherie besitzen. Die Nutzung der Hardwareperipherie 
wird beispielsweise notwendig, sobald Sensordaten erfasst oder angeschlos-
sene Aktoren manipuliert werden sollen. Da dies eine der Hauptaufgaben 
von Mikrocontrollern ist, kann man davon ausgehen, dass textuell erzeugter 
Quellcode für Mikrocontroller nicht ohne weitere Anpassungen oder zusätz-
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liche Bibliotheken auf beliebige andere Plattformen übertragen werden 
kann. 
Als Beispiel dient das Auslesen eines Analog-Digital-Wandlers eines Mik-
rocontrollers. Der Entwickler erstellt hierfür eine Bibliothek, in welcher er 
das Auslesen des Analog-Digital-Wandlers implementiert. Das Programm 
des Entwicklers kann nun mit Hilfe eines abstrakten Befehls auf die Biblio-
thek zugreifen. Möchte der Entwickler sein Programm auf einen anderen 
Mikrocontroller portieren, so muss auch hier eine entsprechende Bibliothek 
mit einer gleichlautenden Anweisung existieren, welche auf den Analog-
Digital-Wandler des neuen Mikrocontrollers zugreift. Natürlich muss der 
Mikrocontroller hierfür über einen solchen Wandler verfügen. Ähnliches 
wie für die textuellen Sprachen gilt natürlich auch für die graphischen. 
Daher wird im Rahmen dieser Arbeit unter dem Begriff der Plattformunab-
hängigkeit von Software nicht die uneingeschränkte Portierbarkeit des er-
zeugten Quellcodes auf andere Mikrocontroller verstanden. Vielmehr soll 
der Nutzer, trotz der unterschiedlichen Eigenschaften der Plattformen, fähig 
sein, diese mit einheitlichen Methoden zu programmieren. Beim Wechsel 
der Plattform kann damit der Großteil der erstellten Funktionen der Applika-
tionssoftware weiterverwendet werden, so dass lediglich Anpassungen der 
Plattformsoftware notwendig sind. 
2.2.2 Modellbasierte Softwareentwicklung 
An Software für mikrocontrollerbasierte mechatronische Systeme werden 
hohe Anforderungen gestellt, wie zum Beispiel Echtzeitfähigkeit, geringer 
Ressourcen- und Energiebedarf oder eine hohe Zuverlässigkeit. Die Einhal-
tung der genannten Anforderungen wird heutzutage nicht nur durch die Be-
schäftigung ausgebildeter Softwareentwickler sichergestellt, sondern auch 
durch die Verbesserung des Softwareentwicklungsprozesses selbst. Bestand 
der Applikationsentwurf anfangs lediglich aus einer kurzen Anforderungs-
analyse, deren Ergebnisse dann direkt in Assembler oder C umgesetzt wur-
den, werden heute oft Konzepte für eine modellbasierte Softwareentwick-
lung eingesetzt. Diese sehen vor, dass der Entwickler mit Hilfe von Model-
lierungssprachen nur noch die gewünschte Funktionalität der zu entwickeln-
den Software beschreibt. Die so erstellten Modelle können weitergenutzt 
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werden, um beispielsweise den eigentlichen Quellcode zu 
generieren. [BST2010] 
Modellbasierte Ansätze wurden zunächst nur für die Hardwareentwicklung 
eingesetzt. Dabei wird die Funktionalität der Hardware auf der Ebene von 
Transistoren, Gates, Registern oder Systemen beschrieben [GVN1994]. 
Auch bei der modellbasierten Softwareentwicklung haben sich mittlerweile 
verschiedene Modellierungstechniken mit unterschiedlichen Darstellungs-
formen etabliert. Durch die Nutzung visueller Softwarebeschreibungsspra-
chen kann die Funktionalität der zu entwickelnden Software auf unter-
schiedlichen Ebenen dargestellt werden. Einige dieser Sprachen wurden in 
graphische Entwicklungsumgebungen implementiert, um so Modelle einfa-
cher entwickeln zu können. Meist kann der eigentliche Quellcode von der 
Entwicklungsumgebung direkt aus diesen Modellen generiert 
werden. [BST2010] 
Der Vorteil eines solchen Vorgehens ist, dass die Komplexität der eigentli-
chen Programmierung verringert werden kann, was vor allem bei komplexe-
ren Systemen ein deutlicher Vorteil ist. Vor allem Funktionen wie Regler 
und Filter, welche in textuellen Programmiersprachen oft unübersichtlich 
viele Quellcodezeilen ergeben, können in wenigen Schritten implementiert 
werden. Durch diese Verringerung der Komplexität erhöht sich die Zuver-
lässigkeit des Systems. Zudem kann häufig Entwicklungszeit gespart wer-
den. [BST2010] 
Allerdings stehen diesen Vorteilen auch Nachteile entgegen. Da die in der 
modellbasierten Entwicklung genutzten Funktionen für ein breites Feld an 
Anwendungsfällen konzipiert sein müssen, entsteht durch ihre Implementie-
rung ein nicht auf die Aufgabenstellung optimierter Quellcode. Auch wenn 
die Entwicklung der Codegeneratoren voranschreitet, so ist es oft notwen-
dig, den Quellcode manuell für die Anforderungen zu optimieren und an die 
Hardware anzupassen. Des Weiteren müssen im System viele verschiedene 
Funktionen zur Verfügung stehen, um ein breites Aufgabenspektrum abzu-
decken. Hier kann es zum einen dazu kommen, dass eine gewünschte Funk-
tionalität gar nicht in dieser Form umsetzbar ist oder dass das Vorhanden-
sein zu vieler unterschiedlicher Funktionen die Komplexität der Entwick-
lung wiederum erhöht. [BST2010] 
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Die modellbasierte Softwareentwicklung setzt sich aufgrund der bereits er-
wähnten Weiterentwicklung der Codegeneratoren immer weiter durch. Vor 
allem in Bereichen wie der Automobilindustrie, in welchen trotz hoher 
Komplexität die Qualität der Software gewährleistet sein muss, wird bereits 
intensiv mit modellbasierten Techniken gearbeitet. [BST2010] 
Abgrenzung zur modellbasierten Entwicklung in der Regelungstechnik 
Mikrocontroller werden in mechatronischen Systemen oft eingesetzt, um 
regelungstechnische Aufgaben auszuführen. Da Mikrocontroller ver-
gleichsweise einfach zu nutzen sind, werden solche Systeme häufiger von 
Maschinenbauern und Regelungstechnikern programmiert als von ausgebil-
deten Informatikern. Allerdings ist gerade in der Regelungstechnik der Be-
griff der modellbasierten Entwicklung mit einer anderen Bedeutung ver-
knüpft, weshalb hier kurz auf diesen Punkt eingegangen wird. 
In der Regelungstechnik werden Modelle genutzt, um reale Prozesse verein-
facht nachzubilden. Auf Basis dieser Modelle werden Regler entwickelt, 
welche ein gewünschtes Verhalten des Gesamtsystems bewirken. 
Beim modellbasierten Softwareentwurf wird nicht der eigentliche Prozess 
modelliert, sondern lediglich die Funktionalität der Software. Diese wird 
somit für den Entwickler vereinfacht und übersichtlich dargestellt. 
2.2.3 Graphische Softwaremodellierung und Programmie-
rung mikrocontrollerbasierter mechatronischer Systeme 
Als graphische oder visuelle Programmierung wird die Softwareerstellung 
mit Hilfe graphischer Softwarebeschreibungssprachen und graphischer Pro-
grammiersprachen bezeichnet [Sch1998]. 
In graphischen Softwarebeschreibungssprachen werden verschiedene As-
pekte der zu entwickelnden Software mit Hilfe graphischer Sprachen be-
schrieben. Graphische Programmiersprachen sind graphische Sprachen, mit 
welchen die Eigenschaften der zu entwickelnden Software vollständig be-
schrieben werden. Grundsätzlich kann aus beiden Beschreibungsformen 
Quellcode generiert werden. Allerdings muss hierfür die Beschreibung der 
Software aus Prozess- oder Objektsicht erfolgen. Eine Beschreibung aus 
Aufbau- oder Aufgabensicht ist lediglich für die Überblicksdarstellung von 
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Aufgaben, Teilaufgaben und Organisationseinheiten sinnvoll. [Sch1998; 
Win2000] 
Unter graphischen oder visuellen Sprachen werden formale Sprachen ver-
standen, deren Syntax, Semantik und Zeichensetzung auf Objekten basiert, 
welche nur über visuelle Kanäle wahrgenommen werden können [Sch1998]. 
Im Folgenden werden einige verbreitete graphische Softwarebeschreibungs-
sprachen und Programmiersprachen vorgestellt, welche sich für die Model-
lierung von Software für mechatronische Systeme als geeignet erwiesen ha-
ben. 
Funktionsbausteinsprache 
Die Funktionsbausteinsprache besitzt die Form einer Datenflussdarstellung. 
In Abbildung 7 ist als Beispiel eine Funktionsbausteinkette gezeigt. 
Hier werden zunächst jeweils zwei Zahlen miteinander addiert, um später 
miteinander verglichen zu werden. Wie auch in diesem Beispiel angedeutet, 
lassen sich mit solchen Datenflussdarstellungen sehr gut mathematische und 
logische Operationen modellieren. Zeitliche Abläufe sind mit einer solchen 
Sprache nur schwer zu realisieren, da alle in einem Datenflussplan enthalte-
nen Funktionsbausteinketten synchron getriggert werden. Ein Datenfluss-
plan erlaubt daher auch die Darstellung einer parallelen Verarbeitung von 
Anweisungen, was jedoch nur Sinn macht, wenn der Mikroprozessor dies 










Abbildung 7: Beispielprogramm in Funktionsbausteinsprache [DIN61131-3-
2003] 




Genau wie die Funktionsbausteinsprache ist der Kontaktplan ebenfalls syn-
chron getriggert und ermöglicht die Darstellung von Datenflüssen. Vorran-
gig wurde er jedoch für die Verarbeitung von binären Signalen konzipiert, 
weshalb er für komplexere Rechenoperationen nicht geeignet ist. In Abbil-
dung 8 ist ein Beispiel eines Kontaktplans dargestellt. Dabei wird der Aus-
gang D auf logisch 1 gesetzt, wenn entweder A und B logisch 1 sind oder 
wenn C logisch 1 ist, ansonsten ist D logisch 0. [NGL2000] 
Ablaufsprache 
Reaktive Systeme können gut mit Hilfe von Sprachen des Zustandsüber-
gangsparadigmas beschrieben werden [Win2000]. Die Ablaufsprache ist 
ereignisgesteuert. Das bedeutet, dass hier auf das Eintreten bestimmter Er-
eignisse reagiert wird. Dies kann beispielsweise der Fall sein, wenn ein be-
stimmter Zeitpunkt erreicht wird oder ein Nutzer eine bestimmte Aktion 
durchführt. Ein bekannter Vertreter ist die Ablaufsprache, bei welcher die 
Funktionalität der Software in Form eines Ablaufdiagramms dargestellt 
werden kann. Dieses besteht aus einzelnen Zuständen und gerichteten Ver-
bindern. Während der Ausführung des Programms werden die Zustände und 
Verbinder durchlaufen. Dabei werden die vorgegebenen Bedingungen an 
den Verbindern berücksichtigt. Zeitliche und zustandsabhängige Abläufe 
können so dargestellt werden. 
In Abbildung 9 ist ein Beispiel einer LED-Steuerung (LED = lichtemittie-
rende Dioden) dargestellt, bei welcher die LED entweder automatisch ein- 
und nach 30 Sekunden wieder ausgeschaltet wird oder durch einen Tasten-
druck ein- und nach 20 Sekunden wieder ausgeschaltet wird. 
 
Abbildung 8: Beispiel eines Kontaktplans [DIN61131-3-2003] 




Abbildung 9: Beispielprogramm in einem Ablaufdiagramm als 
graphische Darstellung der Ablaufsprache [DIN61131-3-2003] 
Im Ablaufdiagramm wird die logische und zeitliche Abfolge bestimmter 
Funktionen festgelegt. Die jeweiligen Funktionen, wie hier zum Beispiel 
„LED ein“ und „LED aus“, müssen an anderer Stelle definiert sein. Einzelne 
freie Berechnungen, wie bei der Funktionsbausteinsprache, sind nicht ohne 
weiteres möglich. [NGL2000] 
Nassi-Shneiderman-Diagramme 
Genau wie die Ablaufsprache sind Nassi-Shneiderman-
Struktogramme [DIN66261-1985] ereignisgesteuert. Sie sind daher ebenso 
für reaktive Systeme geeignet. 
In Abbildung 10 ist der aus Abbildung 9 bekannte Programmablauf noch 
einmal in Form eines Struktogramms nach Nassi-Shneiderman dargestellt. 




Abbildung 10: Struktogramm nach Nassi-Shneiderman [DIN66261-1985] 
Unified Modeling Language 
Die Unified Modeling Language (UML) [ISO/IEC19501-2005] wird hier 
nur der Vollständigkeit halber genannt, da sie für den Einsatz in Verbindung 
mit Mikrocontrollern nur bedingt geeignet ist. UML ist eine mächtige Be-
schreibungssprache für den Entwurf komplexer Softwarearchitekturen und 
beinhaltet viele unterschiedliche Werkzeuge, wodurch sie selbst sehr kom-
plex wird und viele Dialekte besitzt. Aus diesem Grund ist das Erlernen von 
UML vergleichsweise schwierig, weshalb die Sprache fast ausschließlich 
von Experten für komplexe Entwicklungen genutzt wird. [RQS2012] 
Die Werkzeuge der UML basieren auf objektorientierten 
Ansätzen [Oes2012]. Bei der Mikrocontrollerprogrammierung kommen die-
se Ansätze auch bei textuellen Sprachen gewöhnlich nicht zum Einsatz, da 
sie einen unverhältnismäßigen Overhead generieren, was bei der ohnehin 
schon geringen Verarbeitungsleistung von Mikrocontrollern unerwünscht 
ist [BST2010]. 
Weitere Sprachen 
Natürlich existieren neben den aufgeführten noch weitere Sprachen. Aller-
dings handelt es sich bei diesen nur um Kombinationen und Abwandlungen. 
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So nutzt die in LabVIEW genutzte Sprache „G“ die datenflussorientierte 
Funktionsbausteinsprache, welche durch domänenspezifische Bestandteile 
erweitert wurde [Jun2000]. 
Die verbreitetsten Implementierungen der genannten Sprachen werden in 
Abschnitt 2.4 näher vorgestellt. 
2.3 Grundlagen zur Mensch-Maschine-
Schnittstelle 
Im Rahmen dieser Arbeit sollen Untersuchungen an Entwicklungssystemen 
vorgenommen werden, welche durch Nutzer eingesetzt werden sollen. Dabei 
spielt die Programmierung der zu entwickelnden Systeme eine zentrale Rol-
le. 
Graphische Programmier- und Softwarebeschreibungssprachen sowie Ent-
wicklungsumgebungen, in welche diese integriert sind, können als Mensch-
Maschine-Schnittstelle angesehen werden [Jun2000]. Einige Methoden der 
Evaluierung von Mensch-Maschine-Schnittstellen wurden im Rahmen die-
ser Arbeit für die Untersuchung bestehender Sprachen und für die Entwick-
lung und Implementierung neuer Sprachkonzepte genutzt. Daher wird an 
dieser Stelle ein kurzer Einblick in die wichtigsten Grundlagen auf diesem 
Gebiet gegeben. 
2.3.1 Mensch-Maschine-Schnittstelle 
Die Mensch-Maschine-Schnittstelle (oder auch 
Benutzungsoberfläche [VDI3699-2005]) wird in der DIN EN ISO 9241-110 
definiert als „alle Bestandteile eines interaktiven Systems (Software oder 
Hardware), die Informationen und Steuerelemente zur Verfügung stellen, 
die für den Benutzer notwendig sind, um eine bestimmte Arbeitsaufgabe mit 
dem interaktiven System zu erledigen“ [DIN9241-110-2008]. Sie stellt da-
mit in einem Mensch-Maschine-System das Bindeglied zwischen Mensch 
und Maschine her. In einem solchen System nutzt der Mensch die Maschine, 
um einen Prozess zu überwachen, zu steuern und zu regeln, wie dies in Ab-
bildung 11 dargestellt ist [Joh1993; She1992].  




Abbildung 11: Interaktionen von Mensch mit Maschine und Prozess 
 angelehnt an Sheridan [She1992] und Noyes/Baber [NB1999] 
Die Zahl der Mensch-Maschine-Systeme wächst kontinuierlich an und es ist 
nicht abzusehen, dass dieser Trend abreißen wird. Die heute immer komple-
xer werdenden Arbeitsaufgaben und Prozesse erfordern die Unterstützung 
des Menschen durch Maschinen, allein schon um die Qualität der Produkte 
zu gewährleisten. 
Um dem Menschen allerdings wirklich eine Unterstützung zu sein und keine 
zusätzliche Belastung, ist es notwendig die Schnittstelle zwischen Mensch 
und Maschine möglichst so zu gestalten, dass sie im Nutzungskontext ge-
brauchstauglich ist [DIN9241-100-2010]. 
Gebrauchstauglichkeit ist in der DIN ISO/TR 9241-100 definiert als „das 
Ausmaß, in dem ein Produkt durch bestimmte Benutzer in einem bestimm-
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ten Nutzungskontext genutzt werden kann, um bestimmte Ziele effektiv, ef-
fizient und zufriedenstellend zu erreichen“ [DIN9241-100-2010]. 
2.3.2 Ergonomische Anforderungen 
Um eine möglichst gute Gebrauchstauglichkeit zu ermöglichen, ist es wich-
tig, die Mensch-Maschine-Interaktion ergonomisch zu gestalten. So ist es 
möglich, Fehler zu vermeiden und die Arbeit mit einem interaktiven System 
zu erleichtern. In der Normenreihe DIN EN ISO 9241 werden verschiedene 
Empfehlungen für die Gestaltung interaktiver Systeme gegeben. Einen 
Überblick über die einzelnen Teile der Reihe bietet die DIN ISO/TR 9241-
100. [DIN9241-100-2010] 
Im Rahmen dieser Arbeit wird vorrangig die softwareseitige Ergonomie un-
tersucht, für deren Betrachtung die DIN EN ISO 9241 allgemeine Richtli-
nien sowie Grundsätze der Dialoggestaltung und der Interaktionsgestaltung 
beinhaltet [DIN9241-100-2010]. 







 Fehlertoleranz und 
 Individualisierbarkeit. 
Diese Grundsätze bilden lediglich die Basis für die Beurteilung der Ergo-
nomie eines Dialogs. Zur Bewertung selbst können sie nur schwer genutzt 
werden, da sie sehr allgemein gehalten sind. Daher werden in den weiteren 
Normen der ISO 9241-Reihe explizite Empfehlungen aufgeführt. Diese be-
schäftigen vorrangig mit [DIN9241-110-2008]: 
 der Informationsdarstellung (ISO 9241-12), 
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 der Benutzerführung (ISO 9241-13) und 
 der Dialogführung (ISO 9241-14 bis 9241-17). 
Zur Beurteilung der Gestaltung von Interaktionen können die ISO 9241-120 
bis ISO 9241-129 genutzt werden. Diese beinhalten die folgenden Leitli-
nien [DIN9241-100-2010]: 
 Grundsätze der Darstellung 
 Auswahl und Kombination von Medien 
 Multimodale Interaktion und Navigation 
 Bildliche Darstellung 
 Akustische Interaktion (einschließlich Spracheingabe) 
 Taktile/haptische Interaktion 
Die Empfehlungen der Normen zeigen Standards auf, welche bei der Ent-
wicklung eines interaktiven Systems helfen können. Sie müssen auf den je-
weiligen Nutzungskontext angepasst werden und sind somit als Anwen-
dungsrahmen zu verstehen, nicht als Beschreibung von Dialoganforderun-
gen. [DIN9241-110-2008] 
2.3.3 Der Nutzer im Zentrum der Entwicklung 
Den Entwicklern ist heutzutage im Allgemeinen bekannt, dass der spätere 
Nutzer im Zentrum der Entwicklung eines Systems stehen sollte, so dass 
nicht nur die gewünschten Funktionen des Systems in die Anforderungsana-
lyse einer Entwicklung einfließen, sondern auch die Eigenschaften der Nut-
zer [NB1999; VIR2002]. Durch diese Erkenntnis hat sich die Qualität von 
Mensch-Maschine-Schnittstellen in den letzten Jahren deutlich gesteigert. 
War zum Beispiel vor einigen Jahren die Inbetriebnahme eines modernen 
Fernsehers ohne Studium der Betriebsanleitung nur schwer möglich, sind 
heute, trotz des gestiegenen Funktionsumfangs, wenigstens die grundlegen-
den Funktionen auch für Laien nutzbar. 
Auch wenn dieser Ansatz offenbar schon sehr gute Fortschritte brachte, 
zeigt sich dennoch an verschiedenen Stellen, dass Systeme nicht intuitiv 
nutzbar sind. Ein Grund hierfür besteht darin, dass die Entwickler nicht sel-
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ten gar keine Nutzer persönlich einbeziehen, sondern ihre Informationen 
(falls überhaupt) nur aus sekundären Quellen beziehen. Oft sind die Ent-
wickler der Meinung, dass sie die späteren Nutzer ihres Systems ausrei-
chend genau einschätzen können und ziehen aus dem eigenen Unternehmen 
Mitarbeiter aus der Vertriebsabteilung und eventuell noch Experten auf den 
Gebieten der Ergonomie und des Designs zu rate. Auch werden Tests der 
Software oft nur mit Mitarbeitern des eigenen Unternehmens durchgeführt. 
Diese Vorgehensweise wird oft aus Zeit- und Kostengründen gewählt und 
führt nicht unbedingt zum gewünschten Ergebnis. Daher ist es wichtig, eine 
signifikante Anzahl der späteren Nutzer in den Entwicklungsprozess einzu-
binden, um ein möglichst ergonomisches und nutzerfreundliches System 
entwickeln zu können. Dies bringt verschiedene Vorteile. Auf der einen Sei-
te werden die Motivation und das Wohlbefinden auf Seiten des Nutzers 
durch eine angepasste Gestaltung gesteigert. Auf der anderen Seite werden 
so die Fehlerraten sinken, wodurch die Produktivität steigt. [Züh2004] 
Um Fehlerraten durch eine angepasste Gestaltung zu reduzieren, muss die 
Komplexität der Schnittstelle auf die Arbeitsaufgabe und die Systemdyna-
mik abgestimmt sein. So sind die Auswahl der dargestellten Informationen 
und die Form der Darstellung in einem komplexen, dynamischen System, 
wie beispielsweise einem Atomkraftwerk, sehr wichtig. Sowohl das Darstel-
len aller verfügbaren Daten als auch das Unterschlagen wichtiger Daten 
können zu Fehlentscheidungen führen. Zudem kann bei unangepasster Dar-
stellung und hoher Systemkomplexität eine Zuordnung von Fehlern und de-
ren Folgen erschwert werden [Mar2008]. [Dör1992] 
2.3.4 Ziele der Usability-Evaluierung 
Die ersten Maschinen, welche in Produktionsprozesse eingebunden waren, 
wurden noch nicht nach Gesichtspunkten der heutigen Gebrauchstauglich-
keit entwickelt. Die Bedienung der Maschinen orientierte sich noch rein an 
deren Funktionalität und der Nutzer musste sich der Maschine unterordnen. 
Dies ist insofern ein interessanter Fakt, da es bereits viele gut auf den Men-
schen abgestimmte nichttechnische Produkte gab, wie zum Beispiel Bücher, 
welche bereits eine fast perfekte Schnittstelle zum Lesen 
bereitstellten [Coy2008]. Zu Beginn der Mensch-Maschine-Ära machten 
sich die Entwickler dennoch nur wenige Gedanken darüber, wie gut die Ma-
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schinen bedienbar wären, da sich der flexible Mensch ja gut an die starren 
Maschinen anpassen könne. Zu dieser Zeit war das aber auch kein großes 
Problem, da die Funktionalität dieser Maschinen doch eher beschränkt war. 
Mit steigender Komplexität der Arbeitsaufgaben der Maschinen musste die-
se funktionsorientierte Entwicklungsstrategie allerdings überdacht werden, 
um gebrauchstaugliche Systeme entwickeln zu können. Heute geht man da-
von aus, dass Benutzungsschnittstellen von Maschinen so gestaltet sein 
müssen, dass diese dem Menschen die Aufgaben erleichtern und Ziele mög-
lichst effizient erreicht werden können, indem die Mensch-Maschine-
Schnittstelle möglichst, anforderungsgerecht und ergonomisch optimal auf-
gebaut ist [KRT2010]. 
Der Begriff der Gebrauchstauglichkeit, welcher im englischen Sprachraum 
als Usability bezeichnet wird, ist in der DIN EN ISO 9241-11 
definiert [DIN9241-11-1999]. Diese und andere Normen stellen diverse all-
gemeine und spezielle Vorschriften zur Gestaltung von Maschinenarbeits-
plätzen bereit, welche allesamt den Nutzer und die Arbeitsaufgabe ins Zent-
rum der Gestaltung stellen. Dennoch kann nicht gewährleistet werden, dass 
durch stures Einhalten der Vorgaben der Normen, die erforderliche Ge-
brauchstauglichkeit eines Produktes erreicht wird, da die Kombination der 
einzelnen Merkmale nicht zwangsläufig zu einem ausreichend guten Ergeb-
nis führt [DIN9241-11-1999]. Um ein gutes Ergebnis zu erreichen, ist ein an 
den Zweck und Nutzungskontext des Systems angepasstes Vorgehen not-
wendig. Im Zentrum dieses Vorgehens steht zunächst eine Anforderungs-
analyse, in welcher die Gebrauchstauglichkeitszielstellungen erarbeitet wer-
den. Nach Mayhews‘ „Usability Engineering Lifecycle“ müssen dazu die 
vier in Abbildung 12 dargestellten Punkte untersucht werden [May2008]. 
In der DIN EN ISO 9241 sind diese vier Punkte wiederzufinden. Auch hier 
sollen Aussagen zu den Benutzern (Nutzerprofil), zur Arbeitsaufgabe (Auf-
gabenanalyse), zu den Arbeitsmitteln (Plattformbesonderhei-
ten/Einschränkungen) und zur Umgebung (grundlegende Designprinzipien) 
zusammengetragen werden und in den Entwicklungsprozess einfließen. Mit 
Hilfe dieser Informationen können die in der DIN EN ISO 9241 geforderten 
Ziele der Gebrauchstauglichkeit erreicht werden. [DIN9241-11-1999]  
 




Abbildung 12: Einflüsse auf die Gebrauchstauglichkeitsziele 
(engl. Usability Goals) 
 
2.3.5 Methoden der Usability-Evaluierung 
Um die in Abschnitt 2.3.4 angesprochenen Zielstellungen effizient, effektiv 
und zufriedenstellend erreichen zu können, wurde eine Vielzahl verschiede-
ner Methoden zur Usability-Evaluierung entwickelt.  
Abbildung 13 zeigt die wichtigsten Methoden nach Sarodnick und Brau un-
terteilt in empirische und analytische Methoden [SB2011]. Einteilungen 
nach anderen Kategorisierungskriterien sind auch möglich. Allerdings ist die 
strikte Aufteilung der Methoden in die Kategorien oft nicht möglich, da ver-
schiedene Methoden oft auf den Nutzungskontext angepasst werden müssen 
und damit in eine andere Kategorie rutschen beziehungsweise in mehreren 
Kategorien erscheinen können. [Che2009] 




Abbildung 13: Methoden der Usability-Evaluierung 
Während bei den empirischen (benutzerorientierten) Methoden die Bewer-
tung der Usability vor allem anhand von Befragungen und Beobachtungen 
der Nutzer erfolgt, wird bei analytischen (expertenorientierten) Methoden 
beispielsweise die Einhaltung von Gestaltungsrichtlinien untersucht, wobei 
das Verhalten der Nutzer antizipiert wird [ST2003]. Bei der Anwendung 
analytischer Methoden kann meist auf die Nutzung von Prototypen verzich-
tet werden, da die Nutzer nicht am Evaluierungsprozess beteiligt sind. Bei 
den empirischen Methoden hingegen kann nur selten auf den Prototyp ver-
zichtet werden, da sich die Nutzer meist keine genaue Vorstellung des Sys-
tems machen können. [SB2011] 
Somit kann davon ausgegangen werden, dass analytische Methoden im All-
gemeinen sinnvoll am Anfang eines Entwicklungsprozesses eingesetzt wer-
den können, wohingegen empirische Methoden eher für die Evaluierung be-
stehender Systeme oder prototypischer Systeme einsetzbar sind. [SB2011] 
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Bei der Anwendung einiger der genannten Methoden wird die Mitwirkung 
von Usability-Experten empfohlen, da die jeweilige Erfahrung des Evaluie-
renden einen entscheidenden Einfluss auf das Ergebnis haben 
kann [Bia2011; BM2005]. Andere Methoden wurden mittlerweile gut for-
malisiert und sind auch für Laien nutzbar [Nie2005]. Im Rahmen der for-
mal-analytischen Methoden ist dies bereits gelungen. So sind beispielsweise 
verschiedene Richtlinien und Fragebogenverfahren auch mit geringem Vor-
wissen einsetzbar. 
Einige der in Abbildung 13 genannten Methoden werden in dieser Arbeit 
genutzt und daher im Folgenden kurz vorgestellt. Vorher werden einige 
hierfür wichtige Rahmenbedingungen diskutiert. 
Nutzerbeteiligung 
Wie bereits erwähnt, sind die späteren Nutzer während einer analytischen 
Evaluierung nicht direkt beteiligt. Dennoch ist es wichtig, dass die evaluie-
rende Person ein genaues Bild von den Nutzern hat und somit die Handlun-
gen realistisch voraussagen kann. Hier kann im Vorfeld der Evaluierung, 
ähnlich wie bei der empirischen Evaluierung, beispielsweise eine Beobach-
tung der Nutzer an vergleichbaren, existierenden Systemen erfolgen. Me-
thoden wie das Thinking-Aloud, bei welchem die Nutzer während des Tests 
ihre Gedankengänge laut äußern, bieten sich hier an. Bei diesen Methoden 
muss allerdings eine Einschätzung der Zuverlässigkeit der gewonnenen In-
formationen erfolgen [Kie1997]. Als Ergebnis liegen am Ende eines solchen 
Vorgehens unterschiedliche Nutzermodelle für die Evaluierung vor. 
Nutzermodelle 
Ein Nutzermodell ist nicht, wie der Name dies vermuten lässt, eine An-
sammlung von vereinfachtem und generalisiertem Wissen über mögliche 
Nutzer. Vielmehr beschreibt ein Nutzermodell, wie ein möglicher Nutzer 
bestimmte Bestandteile eines ihm vorgestellten Systems verstanden hat. Es 
ist daher ein mentales Modell eines technischen Systems, welches sich aus 
der Interaktion des Nutzers mit dem System ergibt. Es entwickelt sich auf-
grund bestimmter mentaler Tätigkeiten, welche für jeden Menschen, abhän-
gig von der jeweiligen Erfahrung, Wahrnehmung, Schlussfolgerung und an-
derer mentaler Prozesse, verschieden sind. Daher besitzen unterschiedliche 
Menschen gewöhnlich auch unterschiedliche Nutzermodelle des gleichen 
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Systems. Um möglichst gute Systeme zu entwickeln, ist es wichtig, dass 
Entwickler sich eine Vorstellung vom Nutzermodell einer bestimmten Nut-
zergruppe machen können. Hierfür müssen der Nutzer und seine Arbeitsauf-
gaben analysiert werden. Diese Analyse kann zum Teil zwar durch Recher-
chen erfolgen, jedoch ist die Erstellung eines vollständigen Nutzermodells 
nur möglich, wenn reale Nutzer einbezogen werden. [Züh2004] 
Zentrale Fragestellungen im Rahmen der Usability Evaluierung 
Nach Gediga und Hamborg geht man bei der Nutzung aller Usability-
Evaluierungs-Methoden grundsätzlich von drei Fragestellungen 
aus [GH2002]: 
 Zunächst wird im Rahmen eines Vergleichs mehrerer möglicher Syste-
meigenschaften hinterfragt, welche dieser Systemeigenschaften be-
stimmte Bewertungskriterien am besten erfüllen. Hierfür müssen natür-
lich mehrere Alternativen zur Verfügung stehen. 
 Da diese relative Aussage nicht ausreichend ist, wird im zweiten Teil 
hinterfragt, wie gut die Bewertungskriterien erfüllt sind. Diese beiden 
Fragen bilden die Basis zur Einstufung und Auswahl der besten Alter-
nativen. Allerdings ist bei der Betrachtung der Usability nicht nur die 
Untersuchung der Kombinationen der besten Alternativen wichtig. Es 
müssen genauso die Schwachstellen untersucht werden. 
 Die dritte Frage soll daher klären, warum bestimmte Systemeigenschaf-
ten anhand der Bewertungskriterien nicht als positiv bewertet werden 
konnten. 
Die Bewertungskriterien können dabei aus verschiedenen Quellen stammen. 
Oft werden ISO-Normen oder Design-Richtlinien genutzt, welche allerdings 
zunächst an das entsprechende Problem angepasst werden müssen. Hierfür 
lassen die Normen und Richtlinien Spielräume offen, da sie eher einen 
Rahmen vorgeben sollen als strikte Regeln. 




Im Rahmen dieser Arbeit werden einige Ergebnisse von Usability Tests vor-
gestellt. Daher werden der prinzipielle Ablauf sowie eine wichtige und in 
der Arbeit genutzte Technik dieser empirischen Methode hier vorgestellt. 
Der simple Grundgedanke hinter den Usability-Tests ist, dass Informationen 
direkt von Nutzern gesammelt werden, welche das Produkt einmal getestet 
haben. Dies ist in Form von Beobachtungen und Messungen während der 
Nutzung des Produkts oder in Form von anschließenden Interviews möglich. 
Offenbar scheint dieses Vorgehen bei den meisten Menschen als sinnvoll 
angesehen zu werden, weshalb diese Methode zu den bekanntesten und am 
meisten genutzten gehört. Wie viele andere Methoden entwickelte sich auch 
diese im Verlauf der Zeit. Basierten die Aussagen anfangs eher auf harten, 
objektiven Fakten, wie Zeit- und Fehlermaßen, so wurde später eher eine 
weichere, verhaltensbasierte Herangehensweise angewendet. [SB2011]  
Unter welchen Rahmenbedingungen die Tests durchgeführt werden, hängt 
von verschiedenen Faktoren ab. Beispielsweise kann es für einige Tests 
sinnvoll sein, sie im gewöhnlichen Arbeitsumfeld durchzuführen, um hier 
bestehende Einflüsse, wie Lichteinstrahlung oder klimatische Belastungen, 
bewerten zu können. Andere Tests hingegen sollen unabhängig von im Ar-
beitsumfeld bestehenden Einflüssen, wie z.B. Ablenkungen durch Kollegen, 
durchgeführt werden. Dies ist einzelfallabhängig. 
Unabhängig vom gewählten Ort bearbeiten die Nutzer immer realistische 
oder sogar reale Aufgaben mit Hilfe des Produktes. Dabei werden sie von 
den Evaluatoren beobachtet. Sind die Aufgaben abgearbeitet, werden Befra-
gungen in Form von Interviews oder Fragebögen zu ausgewählten Proble-
men durchgeführt und Schwierigkeiten bei der Arbeit besprochen. Auch 
Hintergrundinformationen über den Nutzer, wie seine Vorkenntnisse, wer-
den an dieser Stelle erhoben. 
Es zeigt sich, dass Usability-Tests sehr subjektiv und von den Probanden 
abhängig sind. Eine Auswahl möglichst repräsentativer Nutzer ist daher 
wichtig, um ein aussagekräftiges Ergebnis zu erhalten. Ist diese Auswahl 
gelungen, reichen oft schon vier bis sechs Personen aus, um ein zuverlässi-
ges Ergebnis zu erhalten [KR1997; Nie1994]. 
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Im Bereich der Usability-Tests haben sich aufgrund der großen Verbreitung 
sehr viele Einzelmethoden entwickelt, welche hier nicht im Einzelnen be-
handelt werden. Allerdings lässt sich eine Unterscheidung nach deduktiven 
und induktiven Methoden vornehmen. Induktive Tests untersuchen vorran-
gig Schwachstellen beziehungsweise Gestaltungs- und Verbesserungsmög-
lichkeiten. Deduktive Tests treffen eine Aussage über die Leistungsfähigkeit 
eines Produktes. [RSS1994]  
Thinking-Aloud 
Eine bei Usability-Tests oft angewendete und beliebte Technik ist das Thin-
king-Aloud. Dabei löst der Nutzer mit Hilfe des Produktes eine oder mehre-
re Aufgaben. Währenddessen versucht er seine Gedankengänge zu artikulie-
ren, indem er seine Handlungen und die Beweggründe für diese beschreibt. 
Mit dieser Technik erhalten Evaluatoren und Entwickler Informationen über 
die Gedankenabläufe des Nutzers, während er das Produkt nutzt. Durch das 
laute Mitdenken werden Probleme und Schwachstellen effektiver erkannt als 
bei der reinen Betrachtung der Handlungen. Beispielsweise kann erkannt 
werden, warum Nutzer zur Lösung von Teilproblemen nicht den optimalen 
Handlungsablauf nutzen, sondern einen längeren und für sie nachvollziehba-
reren Weg. [DF2009] 
Bei der Evaluierung muss allerdings beachtet werden, dass die geäußerten 
Gedankengänge nur ein Teil der Technik sind. Sie dürfen nicht unabhängig 
von den Handlungen betrachtet werden, da es sehr oft einen Unterschied 
zwischen dem gibt, was die Nutzer denken und was sie machen. [Kie1997] 
Kognitiver Walkthrough 
Auch der kognitive Walkthrough wurde im Rahmen der Arbeit genutzt, 
weshalb er hier kurz erklärt wird. Er stellt unter den analytischen Methoden 
der Usability-Evaluierung ein häufig genutztes Verfahren dar. Warum dieses 
Verfahren so beliebt ist, hat vor allem zwei Gründe. Zum einen kann es sehr 
früh in der Entwicklungsphase angewendet werden, da nicht unbedingt ein 
fertiger Prototyp benötigt wird. Zum anderen ist die Arbeitsweise sehr stark 
an das explorative Vorgehen beim Erlernen einer neuen Software angelehnt, 
welches bei vielen Nutzern beobachtet werden kann. Dabei beschäftigt sich 
der Nutzer im Allgemeinen nicht mit Bedienungsanleitungen oder Lehrver-
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anstaltungen, sondern er entdeckt das Programm, indem er die für seine Ar-
beit wichtigen Tätigkeiten erlernt [Pat2000]. 
Beim kognitiven Walkthrough wird zunächst ermittelt, welche Handlungs-
abläufe das Programm vorgibt, um die gestellten Aufgaben zu erfüllen. An-
hand dieser Abläufe wird überprüft, ob die Nutzerschnittstelle so gestaltet 
ist, dass ein Nutzer diese Handlungen durchführen würde. Weiterführende 
Annahmen über den Nutzer werden nicht getätigt. Während der Anwendung 
der Methode sollen nicht nur Probleme der Schnittstelle, sondern auch 
Gründe für die Probleme ermittelt werden. Dabei konzentriert sich die ana-
lysierende Person weniger auf die Schnittstelle an sich, sondern eher auf die 
wahrscheinlichen Gedankengänge der theoretischen Nutzer, weshalb diverse 
Informationen über das Hintergrundwissen der Nutzer benötigt 
werden. [LW1997; WRL1994] 
2.4 Existierende Entwicklungssysteme für mecha-
tronische Systeme 
In diesem Abschnitt werden einige erfolgreich genutzte Konzepte zur Ent-
wicklung mikrocontrollerbasierter mechatronischer Systeme vorgestellt. 
Diese Konzepte reichen von den Standardentwicklungsumgebungen und 
Evaluierungsboards der jeweiligen Mikrocontrollerhersteller über graphi-
sche, plattformunabhängige Umgebungen bis hin zu modularen Robotiksys-
temen von Herstellern wie LEGO und fischertechnik. Bei der Untersuchung 
dieser Systeme wird vor allem auf Aspekte eingegangen, welche die Ent-
wicklung des Systems für den Nutzer vereinfachen sollen. Die Vereinfa-
chung kann auf der Software- und der Hardwareebene bestehen. 
Da die meisten Hersteller auf ähnliche Konzepte für die Vereinfachung der 
Entwicklung zurückgreifen, werden nur einige beispielhafte Systeme vorge-
stellt. Hierfür werden diese in entsprechende Kategorien unterteilt. 
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2.4.1 Herstellerspezifische textuelle Entwicklungsumgebun-
gen 
Um einen Mikrocontroller programmieren zu können, muss vom Entwickler 
zunächst der entsprechende Quellcode geschrieben werden. Hierfür steht 
eine Vielzahl von Textbearbeitungsprogrammen zur Verfügung. Der Quell-
code muss anschließend soweit übersetzt werden, dass er für den Mikrocon-
troller lesbar ist. Des Weiteren muss das so entstandene Programm auf den 
Mikrocontroller geladen werden. Die für diesen Vorgang benötigten Werk-
zeuge bezeichnet man als Toolchain. Sie ist für jeden Mikrocontrollertyp 
anders und muss vom Nutzer eingerichtet und parametriert werden.  
Um diesen Schritt zu erleichtern, stellen die meisten Mikrocontrollerherstel-
ler ihren Kunden eine selbstentwickelte Programmierumgebung zur Verfü-
gung. Hierzu gehören beispielsweise 
 Code Composer Studio [Tex2012] für Mikrocontroller von Texas In-
struments, 
 Atmel Studio [Atm2012] für Atmel ARM® Cortex™-M und Atmel 
AVR® Mikrocontroller, 
 MPLAB® [Mic2011a] für Microchip Mikrocontroller, 
 C-Control IDE [Con2010] für C-Control-Plattformen und 
 Arduino Development Environment [Ard2012b] für Arduino Plattfor-
men. 
Um ein Mikrocontrollerprogramm mit Hilfe einer solchen Entwicklungsum-
gebung zu erstellen, muss vom Nutzer als erstes ein Projekt angelegt wer-
den. Dabei wählt er den gewünschten Mikrocontroller aus und legt fest, mit 
welchem Programmieradapter dieser programmiert werden soll. Des Weite-
ren muss er angeben, in welcher Sprache der Quellcode entwickelt wird und 
welche Werkzeuge in der Toolchain Verwendung finden. Der Nutzer wird 
an dieser Stelle gewöhnlich unterstützt, indem ihm beispielsweise nur 
Werkzeuge vorgeschlagen werden, welche mit dem ausgewählten Mikro-
controller kompatibel sind, oder auch indem die Auswahl bestimmter Werk-
zeuge automatisch erfolgt. 
46 2 Grundlagen – Stand der Technik
 
 
Sind diese Einstellungen vorgenommen, muss der Nutzer den Quellcode 
erstellen und in das Projekt integrieren. Um die Übersetzung des Quellcodes 
zu starten und auf den Mikrocontroller zu laden, genügt gewöhnlich ein ein-
facher Tastendruck oder das Auswählen eines Unterpunktes in einem Menü. 
Der Rest wird von der Entwicklungsumgebung selbstständig ausgeführt. 
Dies gilt natürlich nur unter der Voraussetzung, dass die Hardware korrekt 
angeschlossen und die Software richtig parametriert ist. 
Kritische Betrachtung 
Die herstellerspezifischen Plattformen werden im Hobbybereich sehr häufig 
genutzt, da nur wenige kostenlose Alternativen zur Verfügung stehen, bei 
welchen die Erstkonfiguration nach der Installation vergleichsweise einfach 
durchzuführen ist. 
Vorteile: 
 Das Übersetzen des Quellcodes und das Laden auf den Mikrocontroller 
werden durch die Oberflächen deutlich vereinfacht. Der Nutzer muss 
sich dabei nicht um die Ausführung der einzelnen Werkzeuge küm-
mern. 
 Die herstellerspezifische Entwicklungsumgebung unterstützt den Nut-
zer bei der Basiskonfiguration. Hierbei werden verschiedene Funktio-
nen des Mikrocontrollers über die Menüs der Oberfläche aktiviert oder 
deaktiviert, was ansonsten nur umständlich über die Parametrierung der 
Werkzeuge oder über den Quelltext möglich wäre. 
 Eine erste funktionsfähige Standardkonfiguration ist bereits vorausge-
wählt. Dies erleichtert die erste Inbetriebnahme. 
 Die meisten Hersteller bieten parallel zu den Entwicklungsumgebungen 
auch Evaluierungsplattformen an. Dies sind Elektronikplatinen, auf 
welchen sich neben dem Mikrocontroller sämtliche zur Programmie-
rung und zum Betrieb und zum Test benötigten Schaltungen befin-
den [BHK2009]. Zum Teil wird hierfür auch weitere Elektronik, wie 
Ein- und Ausgabegeräte, angeboten, so dass dem Nutzer einige Schritte 
der Elektronikentwicklung abgenommen werden. 
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 Im Vergleich zu vielen graphischen Programmiersprachen lässt die tex-
tuelle Programmierung dem Nutzer viele Freiheiten, so dass er die 
Software sehr flexibel an die Problemstellung anpassen kann. 
Nachteile: 
 Um das mechatronische System in Betrieb nehmen zu können, muss der 
Nutzer selbstständig Sensoren und Aktoren an den Mikrocontroller an-
schließen. Hierbei unterstützen die Entwicklungsumgebungen nicht, so 
dass Expertenwissen auf dem Gebiet der Elektrotechnik benötigt wird. 
 Die Wandlung von Spannungssignalen in digitale Repräsentationen 
durch den Mikrocontroller muss vom Nutzer verstanden worden sein, 
so dass auch hier Expertenwissen benötigt wird. Auch die hierfür benö-
tigten Datentypen müssen dem Nutzer bekannt sein. 
 Die textuelle Programmierung ist für unerfahrene Nutzer eine erhebli-
che Hürde beim Einstieg in die Entwicklung mechatronischer Systeme, 
da textuelle Programmiersprachen gewöhnlich deutlich schwerer zu er-
lernen sind als graphische. Lediglich in der Arduino Development En-
vironment wird versucht gegenzusteuern, indem die verwendete textuel-
le Sprache vereinfacht wird. Dennoch ist auch sie nicht intuitiv nutzbar. 
2.4.2 Graphische plattformunabhängige Entwicklung  
Um Mikrocontroller plattformunabhängig programmieren zu können, stehen 
nur wenige Entwicklungsumgebungen zur Verfügung. Am weitesten ver-
breitet sind dabei MATLAB Simulink [Mat2011a] und 
LabVIEW [Nat2012]. Diese werden im Folgenden vorgestellt. 
Beide Umgebungen stellen dem Nutzer graphische Funktionsbausteine zur 
Verfügung, mit welchen physikalische Modelle erzeugt und simuliert wer-
den können. Für diese Modelle werden Regelalgorithmen entwickelt und 
innerhalb der Simulation getestet. Die Entwicklung des Regelalgorithmus 
kann in vielen Fällen über rein graphische Methoden erfolgen. Nur in eini-
gen Fällen muss zusätzlich textueller Quellcode hinzugefügt werden. Zeigen 
sich positive Ergebnisse während der Simulation, so kann der erzeugte Reg-
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ler mittels eines zusätzlichen Werkzeugs beispielsweise in C-Code übersetzt 
und auf einen Mikrocontroller übertragen werden. 
MATLAB Simulink 
Der zentrale Aufgabenschwerpunkt von MATLAB Simulink ist die ver-
gleichsweise einfache Entwicklung und numerische Simulation mathemati-
scher Modelle, welche das Verhalten realer Systeme 
beschreiben [Mat2011a]. In Simulink werden hierfür Datenflusspläne mit 
Hilfe einzelner Funktionsbausteine erzeugt. Simulink stellt bereits eine gro-
ße Auswahl von Funktionsbausteinen standardmäßig zur Verfügung. Den-
noch können diese oft nicht alle benötigten Funktionalitäten abbilden, was 
in vielen Fällen darauf beruht, dass zeitliche Abläufe mit Hilfe eines Daten-
flussplans nur schwer darstellbar sind. Für solche Fälle kann sich der Nutzer 
eigene Funktionsbausteine definieren, welche er mit Hilfe von MATLAB-
Code programmiert [Mat2012c]. 
Mit Hilfe zusätzlicher Toolboxen kann aus dem so erzeugten Datenflussplan 
Quellcode für die Zielplattform generiert werden. Hierfür muss MATLAB 
Simulink den entsprechenden Mikrocontroller unterstützen. Den Quellcode 
kann der Nutzer anschließend in eine mikrocontrollerspezifische Entwick-
lungsumgebung laden, wie beispielsweise das unter 2.4.1 genannte Code 
Composer Studio, Atmel Studio oder MPLAB®. Von hier aus kann der 
Code übersetzt und auf die Zielplattform übertragen werden. Dieses Vorge-
hen bietet den Vorteil, dass der Quellcode noch einmal vom Nutzer über-
prüft und gegebenenfalls optimiert werden kann. 
Für die meisten unterstützten Mikrocontroller ist es mittlerweile möglich, 
den Quellcode mit Hilfe des Real-Time Workshops direkt aus MATLAB 
Simulink zu übersetzen und auf den Controller zu laden. Jedoch sind für vie-
le Plattformen zahlreiche, umständliche Anpassungen notwendig, welche 
selbst erfahrene Nutzer regelmäßig vor Probleme stellen. Vor allem bei der 
Integration der Toolchain kann es zu Schwierigkeiten kommen. 
LabVIEW 
LabVIEW wurde in erster Linie zur virtuellen Darstellung messtechnischer 
Geräte entwickelt. Dies spiegelt sich auch im vollständigen Namen „Labora-
tory Virtual Instrument Engineering Workbench“ und in der Art der Pro-
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grammierung wider. Um ein Programm in LabVIEW zu entwickeln, wird in 
zwei Fenstern parallel gearbeitet. Während im ersten Fenster ein Messin-
strument Bauteil für Bauteil virtuell aufgebaut wird, erscheint im zweiten 
Fenster, dem „Blockdiagramm“-Fenster, für jedes dieser Bauteile ein 
„Block“, welcher die Funktionalität des Bauteils darstellt. [GM2012] 
Im Blockdiagramm findet die eigentliche Programmierung statt. Ähnlich 
wie bei MATLAB Simulink erfolgt diese in einem Datenflussplan. Auch 
hier werden einzelne „Blöcke“ angeordnet und über Datenflüsse miteinander 
„verdrahtet“. Jedoch stehen dem Nutzer zusätzlich Schleifen, Fallunter-
scheidungen und Sequenzen als Kontrollstrukturen zur Verfügung. Mit Hilfe 
der Schleifen können Gruppen von Blöcken im Datenflussplan mehrfach 
wiederholt werden. Durch die Fallunterscheidungen wird während der Lauf-
zeit des Programms entschieden, welche Bestandteile des Graphs ausgeführt 
werden sollen und welche nicht. Über die Nutzung von Sequenzen gibt der 
Nutzer vor, in welcher Reihenfolge die Berechnungen des Datenflussplans 
ablaufen. [Müt2009] 
In Abbildung 14 und Abbildung 15 wird beispielhaft der Aufbau eines 
Messinstruments  mit dem zugehörigen Blockdiagramm gezeigt. 
 
Abbildung 14: Oberfläche zum Aufbau eines virtuellen Messinstruments in 
LabVIEW 




Abbildung 15: Oberfläche zum Erstellen des Blockdiagramms, 
welches die Funktion des Messgerätes definiert 
Das Programm durchläuft dabei eine vorgegebene Anzahl Zeitschritte, was 
im vorliegenden Fall 20 sind. Bei jedem Durchlauf wird der Wert des aktu-
ellen Zeitschrittes zu einem vom Nutzer vorgegebenen Offset hinzu addiert. 
Das Ergebnis wird in Form eines kontinuierlichen Graphen ausgegeben. 
Um das Programm zu erzeugen, werden zunächst die beiden Bedienelemen-
te und der kontinuierliche Graph in das erste Fenster eingefügt (Abbildung 
14). Im Blockdiagrammfenster werden von LabVIEW automatisch die zu-
gehörigen Blöcke hinzugefügt. Anschließend muss der Nutzer nur noch die 
Schleife und die Addition im Blockdiagramm platzieren und die benötigten 
Datenflüsse verbinden (Abbildung 15). 
Um auch reale Messwerte erfassen und zur Ansteuerung von Aktoren nutzen 
zu können, muss eine entsprechende Hardware am Computer angeschlossen 
sein. Eine Möglichkeit hierfür ist die Nutzung von Datenerfassungssyste-
men, welche von LabVIEW unterstützt werden. Hier können die jeweiligen 
Mess- und Steuerkanäle direkt angesprochen werden. Wird ein Datenerfas-
sungssystem nicht unterstützt, so kann dieses dennoch über eine Kommuni-
kationsstrecke mit dem PC verbunden werden. Oft werden hierfür Signal-
prozessoren (DSP), FPGAs oder Mikrocontroller eingesetzt. Für eine aus-
gewählte Gruppe dieser Systeme kann LabVIEW aus dem Blockdiagramm 
Quellcode erzeugen, diesen kompilieren und auf die entsprechende Platt-
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form laden. Dadurch ist es beispielweise möglich, eine Datenvorverarbei-
tung auf der Plattform durchzuführen und anschließend die Daten über eine 
Kommunikationsschnittstelle auf den PC an LabVIEW zu 
übertragen. [SS2007] 
Kritische Betrachtung 
Beide Produkte wurden nicht primär für die Programmierung von Mikro-
controllern entwickelt. Betrachtet man die jeweiligen Aufgabenspektren, für 
welche sie konzipiert wurden, so stellen sie fachkundigen Nutzern mächtige 
Werkzeuge auf unterschiedlichen Ebenen zur Verfügung. Für die Anwen-
dung durch unerfahrene Nutzer sind sie jedoch nicht gedacht [Fra2010]. 
Vorteile: 
 Es stehen verschiedene Plattformen für die Datenerfassung und -
manipulation zur Verfügung, mit welchen zahlreiche mess- und rege-
lungstechnische Aufgaben gelöst werden können. 
 Die Plattformen bieten nach außen hin die üblichen Schnittstellen, so 
dass nur geringe Einschränkungen bei der  Nutzung von Sensoren und 
Aktoren vorliegen. 
 Die graphische Programmierung mit Hilfe von Datenflussplänen ist in-
tuitiv und ermöglicht auch Nutzern ohne Programmierkenntnisse die 
Erzeugung von lauffähigem Quellcode. 
Nachteile: 
 Die Hardware außerhalb der genutzten Plattform wird im Rahmen der 
Entwicklung mechatronischer oder eingebetteter Systeme nicht betrach-
tet. Daher muss der Nutzer Zugriff auf Expertenwissen aus dem Bereich 
der Elektronik haben, um Sensoren und Aktoren mit der Datenerfas-
sungs- und Datenmanipulationsplattform so verbinden zu können, dass 
die Funktionsfähigkeit gewahrt bleibt. 
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 Auch im Bereich der Signalwandlung wird davon ausgegangen, dass 
der Nutzer bereits die Zusammenhänge zwischen den gemessenen phy-
sikalischen Größen, den elektrischen Signalen und der jeweiligen Re-
präsentation im Mikrocontroller kennt. Hierzu gehört unter anderem, 
dass er die Existenz und die Eigenschaften unterschiedlicher Datenty-
pen innerhalb des Mikrocontrollers verstanden hat. 
 Es werden normierte Symbole und Bezeichnungen genutzt, was zwar 
die Nutzung für den Experten vereinfacht, jedoch für den unerfahrenen 
Nutzer zunächst unverständlich ist. 
 Im Vergleich zur traditionellen C-Programmierung entsteht bei der Ge-
neration des Quellcodes ein deutlich erhöhter Bedarf an Speicher und 
Ausführungszeit. Aus diesem Grund beginnt beispielsweise bei 
LabVIEW die Welt der Mikrocontroller erst beim ARM-Cortex-
M3 [Arm2006], einer leistungsfähigen 32-bit-Plattform. Mit weniger 
leistungsfähigen Systemen stößt der Nutzer schnell an unüberwindbare 
Grenzen. [SA2011] 
 Im Hobbybereich sind die hohen Anschaffungskosten ein Problem. 
Diese resultieren vor allem aus dem hohen Funktionsumfang, welcher 
hier gewöhnlich nicht benötigt wird. 
2.4.3 Modulare mechatronische Hardware mit graphischer 
Ablaufprogrammierung 
Ein verbreitetes Konzept zur Vereinfachung der Entwicklung eines mikro-
controllerbasierten Systems ist die Bereitstellung von mechatronischen 
Hardwaremodulen, welche vom Nutzer mit Hilfe eines vereinfacht darge-
stellten graphischen Ablaufdiagramms programmiert werden. Hier sind ver-
schiedene Hersteller zu nennen: 
 fischertechnik GmbH mit der „ROBO“-Serie [Con2013] 
 LEGO mit Roberta – Lernen mit Robotern und LEGO MINDSTORMS 
NXT [Leg2011a] und WeDo [Leg2011b] 
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Die Entwicklungsansätze dieser Systeme basieren auf vergleichbaren Prin-
zipien. Da LEGOs Roberta mit LEGO MINDSTORMS NXT eine Vorreiter-
rolle in diesem Bereich einnimmt, wird es in diesem Abschnitt stellvertre-
tend vorgestellt. Die genutzten Entwicklungsprinzipien werden hieran auf-
gezeigt. 
Roberta und LEGO MINDSTORMS NXT 
Hinter dem Namen Roberta verbirgt sich ein Lehr- und Lernsystem, also ein 
technisches System, welches zur Vermittlung von Wissen eingesetzt werden 
kann [Kös2005]. Dieses soll bei Schülern Interesse an Technik, Wissen-
schaft und Informatik wecken und Wissen aus dem Bereich der Robotik so-
wie den zugehörigen Bereichen der Elektrotechnik, Physik und Mechanik 
veranschaulichen [BS2010]. Während im traditionellen Unterricht das Ver-
mitteln von theoretischem Wissen vom Lehrer an den Schüler im Mittel-
punkt steht [Mel1999], soll mit Hilfe moderner Lehr- und Lernsysteme eher 
das Verstehen technischen Wissens anhand praktischer Beispiele gefördert 
werden. Somit können Schüler motiviert werden, sich weiter mit techni-
schen Themen auseinanderzusetzen. [Fra2009] 
Die Hardware des Systems besteht aus einem Sortiment von Bausteinen zum 
Aufbau der Mechanik, einem zentralen elektronischen NXT-Baustein, Akto-
ren und verschiedenen Sensoren. Mit Hilfe dieser Hardware kann innerhalb 
kürzester Zeit ein Roboter in unterschiedlichen Formen aufgebaut werden. 
Sowohl die mechanischen Bausteine als auch die Sensoren und Aktoren 
können sehr einfach miteinander verbunden werden. Abbildung 16 zeigt den 
zentralen Baustein zusammen mit drei Motoren und vier Sensoren. Dies ent-
spricht der jeweils maximal möglichen Anzahl. [Leg2011c] 
Die Sensoren und Aktoren sind entweder über einen I²C-Bus oder über eine 
analoge Schnittstelle an den zentralen Baustein angeschlossen. Es existiert 
bereits eine große Auswahl unterschiedlicher Sensoren, allerdings ist es 
auch möglich, eigene Sensorik zu entwickeln, indem beispielsweise das 
NXT SuperPro Prototype Board genutzt wird [Hit2011]. Dabei übernimmt 
das Board die Funktion eines Wandlers, welcher ein analoges oder digitales 
Sensorsignal so wandelt, dass es im I²C-Bus zur Verfügung steht. Der Ent-
wickler des Sensors bekommt hier eine fertige Plattform zur Verfügung ge-
stellt, welche er nur noch programmieren muss. [Hit2011] 




Abbildung 16: Zentraler NXT-Baustein des Roberta-Systems [Leg2011c] 
Der zentrale NXT-Baustein des Roberta-Systems kann auf verschiedene Ar-
ten programmiert werden. Der Einstieg in die Nutzung des Systems erfolgt 
gewöhnlich mit Hilfe der intuitiv nutzbaren Programmierumgebung LEGO 
MINDSTORMS Education / Retail NXT, welches die graphische Program-
miersprache NXT-G nutzt. Abbildung 17 zeigt die Programmierumgebung. 
Diese muss lediglich auf dem PC installiert werden und ist ohne weitere 
Anpassungen einsatzbereit. In der Programmierumgebung wird die ge-
wünschte Funktionalität erzeugt, indem einzelne Programmierblöcke in 
Form eines vereinfacht dargestellten Ablaufdiagramms zusammengesetzt 
werden. Die einzelnen Programmierblöcke können entsprechend parame-
triert werden, um zum Beispiel die Drehzahl der Motoren zu 
erhöhen. [Leg2011c] 
Die Toolchain zur Programmierung des Mikrocontrollers ist in der Pro-
grammierumgebung hinterlegt, so dass sich der Nutzer keine Gedanken um 
diese Abläufe machen muss. [Leg2011c] 




Abbildung 17: LEGO MINDSTORMS NXT 
Programmierumgebung [Leg2011c] 
Weitere Möglichkeiten der graphischen Programmierung 
Zwei weitere Möglichkeiten der graphischen Programmierung werden durch 
das bereits in Abschnitt 2.4.2 vorgestellte LabVIEW und RoboLab zur Ver-
fügung gestellt. Allerdings wird LabVIEW, wie bereits beschrieben, nur für 
fortgeschrittene Nutzer empfohlen [Fra2010]. RoboLab basiert zwar auf 
LabVIEW [Nat2011], ist jedoch einfacher nutzbar als dieses und wird zum 
Teil auch in Schulen eingesetzt. Dies resultiert aber hauptsächlich daraus, 
dass die Roberta-Systeme anfangs mit dieser Software ausgeliefert wur-
den [Fra2007].  
Das Fraunhofer Institut IAIS merkt in seinem Bericht zum Roberta-Projekt 
jedoch an, dass RoboLab ingenieursmäßiges Denken voraussetzt [Fra2007]. 
Daher ist es eher nur für erfahrene LEGO MINDSTORMS Anwender ge-
eignet [Lpe2006]. 
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Die Programmierung mit RoboLab erfolgt ähnlich wie mit der Program-
mierumgebung LEGO MINDSTORMS Education / Retail NXT. Auch hier 
müssen Ablaufpläne aus einzelnen Programmierblöcken zusammengesetzt 
und zum Teil parametriert werden. Gerade diese Parametrierung kann sehr 
frei gestaltet werden. Aber auch ansonsten besitzt RoboLab einen größeren 
Funktionsumfang als die eigentliche NXT-
Programmierumgebung [Lpe2006]. Auch bei der Programmierung mit Ro-
boLab muss sich der Nutzer nicht um die Toolchain zum Übersetzen und 
Brennen der entwickelten Software auf den Mikrocontroller kümmern, da 
diese in der Entwicklungsumgebung hinterlegt ist. 
Möglichkeiten der textuellen Programmierung 
Es existieren eine Reihe weiterer Programmiermöglichkeiten mittels textuel-
ler Programmiersprachen. Die am meisten genutzten Sprachen sind NXC, 
leJOS, RobotC, GNAT GPL for NXT und PBLua. NXC und RobotC sind 
vergleichbar mit C, leJOS ist ein Java-Derivat, GNAT GPL for NXT basiert 
auf Basic und PBLua auf Lua. Diese Sprachen sind jedoch nur für fortge-
schrittene Anwender zu empfehlen, nicht für Neueinsteiger. [Fra2010] 
Kritische Betrachtung 
Bei den vorgestellten Systemen wird nicht auf der Ebene des Mikrocontrol-
lers gearbeitet, sondern auf einer höheren Ebene, welche nur die mechani-
schen beziehungsweise mechatronischen Komponenten betrachtet. Daraus 
entstehen verschiedene Vor- aber auch Nachteile. 
Vorteile: 
 Auch unerfahrene Nutzer können mit den Systemen sehr gut arbeiten. 
Bereits nach kurzer Zeit ist ein funktionsfähiges mechatronisches Sys-
tem aufgebaut und programmiert, ohne dass Expertenwissen auf dem 
Gebiet der Elektrotechnik, der Mikrocontrollertechnik oder der Soft-
wareentwicklung benötigt wird. 
 Die vorgegebene mechatronische Hardware reduziert die Gefahr des 
fehlerhaften Anschließens von Sensoren und Aktoren, so dass eine Zer-
störung von Bauteilen vermieden wird. 
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 Innerhalb der Programmierumgebungen wird mit den physikalischen 
Werten der Sensoren gearbeitet, so dass der Vorgang der Signalwand-
lung durch den Mikrocontroller und die Eigenschaften analoger und di-
gitaler Signale vom Nutzer nicht verstanden werden müssen. 
 Quellcodeerzeugung, Übersetzung und Herunterladen auf den Mikro-
controller erfolgen über einen einfachen Tastendruck. Die hierfür benö-
tigten Werkzeuge sind vorinstalliert und müssen vom Nutzer nicht pa-
rametriert werden. 
Nachteile: 
 Die vorgestellten Systeme sind plattformabhängig. Für den Zentralbau-
stein, welcher den Mikrocontroller beinhaltet, ist keine Auswahl mög-
lich. 
 Der Zentralbaustein kann nur bestimmte Signalarten verarbeiten, 
wodurch nur speziell für ihn entwickelte Sensoren und Aktoren genutzt 
werden können. 
 Für die Anbindung nicht unterstützter Sensoren und Aktoren ist Exper-
tenwissen auf dem Gebiet der Elektronik, der Signalverarbeitung und 
der Softwareentwicklung notwendig. 
 In den Programmierblöcken des Ablaufdiagramms sind lediglich ge-
ringfügige Anpassungen ausgewählter Parameter möglich. Dies 
schränkt die Flexibilität in der Programmierung deutlich ein. 
 Mit den Systemen kann auf motivierende Art Wissen auf dem Gebiet 
der Robotik und der Mechanik vermittelt werden, jedoch nicht auf Ge-
bieten wie der Elektrotechnik oder der mikrocontrollernahen Program-
mierung. 
2.4.4 SPS-Programmierung nach IEC 61131-3 
Speicherprogrammierbare Steuerungen (SPS) müssen flexibel einsatzfähig 
sein, weshalb sie in die Betrachtung zum Stand der Technik einfließen. Al-
lerdings ist ihr Hauptanwendungsgebiet der industrielle Bereich [NGL2000], 
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weshalb nur am Rande auf diese Systeme eingegangen wird. Eine SPS be-
steht meist aus einem zentralen Baustein, welcher die eigentliche Rechen-
technik beinhaltet, und aus zusätzlichen Modulen, welche für die Herstel-
lung von Kommunikationsverbindungen oder die Anbindung von Sensoren 
genutzt werden können. Die Schnittstellen der Module sind standardisiert, 
so dass industrielle Sensoren und Aktoren mit Standardschnittstellen prob-
lemlos angeschlossen werden können [DIN/IEC60381-1-1985; 
DIN/IEC60381-2-1980]. 
In der IEC 61131-3 [DIN61131-3-2003] wurden folgende Sprachen für die 
Programmierung von Speicherprogrammierbaren Steuerungen standardi-
siert: 
 Anweisungsliste (AWL) in textueller Form, 
 Kontaktplan (KOP) in graphischer Form, 
 Funktionsbausteinsprache (FBS) in graphischer Form, 
 Ablaufsprache (AS) in graphischer und textueller Form und 
 Strukturierter Text (ST) in textueller Form 
Die graphischen Sprachen der Norm wurden in Abschnitt 2.2.3 vorgestellt. 
Bekannte Vertreter von Entwicklungsumgebungen, welche auf den standar-
disierten Sprachen der IEC 61131-3 basieren, sind: 
 STEP 7 [Sie2012] für Speicherprogrammierbare Steuerungen von Sie-
mens 
 CoDeSys [SSS2012b] unterstützt eine Reihe Speicherprogrammierbarer 
Steuerungen unterschiedlicher Hersteller [SSS2012a] 
Um ein mechatronisches System zu entwickeln, muss zunächst die Spei-
cherprogrammierbare Steuerung ausgewählt, zusammengestellt und an den 
PC angeschlossen werden. Anschließend kann die Programmierung inner-
halb der Entwicklungsoberfläche beginnen. Dabei kommen die unterschied-
lichen Sprachen zum Einsatz, wobei sich für zeitliche und bedingungsge-
bundene Abläufe eher die Ablaufsprache eignet, wohingegen die anderen 
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Sprachen eher für Berechnungen und logische Operationen eingesetzt wer-
den. 
Ist die Software für das System entwickelt, kann diese in wenigen einfachen 
Schritten übertragen werden. 
Kritische Betrachtung 
Speicherprogrammierbare Steuerungen kommen im Hobbybereich eher sel-
ten zum Einsatz, jedoch lassen sich aus dem Aufbau ihrer Bestandteile ver-
schiedene Vor- und Nachteile ableiten. 
Vorteile: 
 Sensoren und Aktoren mit standardisierten Schnittstellen können ein-
fach angebunden werden. 
 Die Programmierung ist sehr flexibel, da unterschiedliche Sprachen zur 
Verfügung stehen. 
 In der Software können auch komplexe Algorithmen umgesetzt werden, 
so dass eine hohe Flexibilität in der Programmierung gewährleistet ist. 
 Um das erzeugte Mikrocontrollerprogramm zu übersetzen und auf das 
System zu laden, sind nur wenige einfache Schritte durch den Nutzer 
auszuführen. Dabei muss keine Anpassungen der genutzten Werkzeuge 
vorgenommen werden. 
Nachteile: 
 Nichtstandardisierte Sensoren und Aktoren benötigen zusätzliche 
Hardware oder können unter Umständen gar nicht genutzt werden. Der 
Nutzer benötigt daher Expertenwissen auf dem Gebiet der Elektrotech-
nik. 
 Die Symbolik und die Bezeichnungen der normierten Programmier-
sprachen sind für Nutzer mit Expertenwissen gedacht. Unerfahrene 
Nutzer können nicht ohne weiteres mit diesen arbeiten. 
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 Der Nutzer muss die Theorie zur Signalwandlung am Mikrocontroller 
sowie die hierzu gehörigen Eigenschaften von Datentypen verstanden 
haben. 
 Soll die gesamte Flexibilität in der Programmierung genutzt werden, 
müssen dem Nutzer alle Programmiersprachen vertraut sein. Dies ist 
vor allem bei den textuellen Sprachen eine Einstiegsbarriere. 
2.4.5 Modulare Elektronikbausteine mit graphischer Ablauf-
programmierung 
Die in diesem Abschnitt vorgestellten Systeme sind vergleichbar mit den 
unter Abschnitt 2.4.4 beschriebenen Speicherprogrammierbaren Steuerun-
gen. Auch hier stehen zentrale Bausteine zur Verfügung, welche einen Mik-
rocontroller und die zugehörigen Programmier- und Treiberschaltkreise be-
inhalten. Auch können Sensoren und Aktoren über Erweiterungsmodule an 
das Zentralmodul angeschlossen werden. Allerdings sind die Erweiterungs-
module stärker auf den Einsatz im eingebetteten Bereich ausgelegt, so dass 
hier gewöhnlich eine breite Auswahl unterschiedlicher Module zur Verfü-
gung steht, welche beispielsweise unterschiedliche Ein- und Ausgabegeräte 
beinhalten. Von den in Abschnitt 2.4.3 vorgestellten Systemen unterschei-
den sich die Systeme dieses Abschnitts darin, dass hier noch keine Sensoren 
und Aktoren in die Elektronikbausteine integriert sind. 
Zwei weit verbreitete Vertreter sind 
 myAVR [Las2012] und 
 FlowCode [Mat2011b]. 
Die Programmierung erfolgt bei diesen Systemen graphisch in zwei Ebenen. 
In der oberen Ebene wird ein Programmablaufplan nach DIN 
66001 [DIN66001-1983] oder ein UML-Klassendiagramm nach ISO 
19505 [ISO19505-1-2012] erstellt. Viele Objekte besitzen bereits ihre voll-
ständige Funktionalität, so dass nur noch einige Parameter angepasst werden 
müssen. Anderen Objekten muss jedoch in der zweiten Ebene Quellcode 
zugewiesen werden, um sie mit Funktionalität zu versehen. 




Die vorgestellten Systeme sind vorrangig für professionelle Nutzer ge-
dacht [Mat2012b]. Im Vergleich zur rein textuellen Programmierung erfolgt 
hier lediglich eine bessere und übersichtlichere Darstellung, wodurch der 
fortgeschrittene Nutzer deutliche Zeitersparungen in der Entwicklung hat. 
Für unerfahrene Nutzer ist das System ungeeignet, da 
 textuelle Programmierfähigkeiten benötigt werden, 
 Signalwandlungsprozesse vom Nutzer verstanden sein müssen, 
 die graphischen Programmiersprachen nach DIN beherrscht werden 
müssen und 
 der Nutzer Expertenwissen auf dem Gebiet der Elektrotechnik besitzen 
muss, um nicht unterstützte Sensoren und Aktoren anbinden zu können. 
2.4.6 Zusammenfassung 
Im Rahmen dieser Arbeit besteht das Ziel, die Entwicklung mikrocontroller-
basierter mechatronischer Systeme möglichst flexibel und plattformunab-
hängig zu gestalten. Trotz dieser beiden Vorgaben sollen die Konzepte eine 
einfache Anwendbarkeit für Nutzer ohne domänenspezifisches Expertenwis-
sen ermöglichen. 
In diesem Abschnitt wurden verschiedene Produkte vorgestellt, welche die 
Entwicklung mechatronischer Systeme vereinfachen sollen. Es erfolgte eine 
Einteilung in Kategorien, deren Beitrag zur einfachen Nutzbarkeit, Flexibili-
tät und Plattformunabhängigkeit untersucht wurde. 
Zusammengefasst sind im Bereich der Vereinfachung der Entwicklung die 
folgenden Ansätze erkennbar: 
 Vereinfachter Aufbau der Mechanik/Elektronik durch modulare Hard-
ware 
 Vereinfachte Softwareentwicklung durch Nutzung graphischer Ent-
wicklungsumgebungen und graphischer Programmiersprachen 
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 Vereinfachte Programmierung durch Bereitstellung entsprechender Inf-
rastruktur (Toolchain) 
Flexibilität wird durch folgende Maßnahmen ermöglicht: 
 Flexibler Anschluss von Sensoren/Aktoren durch standardisierte 
Schnittstellen 
 Nutzung textueller Sprachen  
Wie bereits in Abschnitt 2.2.1 dargestellt, ist bei mikrocontrollerbasierten 
mechatronischen Systemen nicht mit einer vollständigen Plattformunabhän-
gigkeit zu rechnen. Lediglich die Portierbarkeit bestimmter Programmbe-
standteile auf andere Plattformen kann mehr oder weniger flexibel gestaltet 
sein. Folgende Ansätze wurden identifiziert: 
 Trennung von Plattformsoftware und Applikationssoftware, so dass der 
Teil der Applikationssoftware plattformübergreifend genutzt werden 
kann 
 Unterstützung mehrerer Werkzeugketten innerhalb der Entwicklungs-
umgebung 
Im folgenden Abschnitt werden diese Punkte noch einmal kritisch betrach-
tet. 
2.5 Defizite bestehender Systeme 
Zielstellung dieser Arbeit ist die Untersuchung und Entwicklung von Kon-
zepten, welche die folgenden Voraussetzungen erfüllen: 
 Nutzer ohne domänenspezifisches Expertenwissen (Elektronik- und 
Softwareentwicklung) sollen mit Hilfe der Konzepte mikrocontrollerba-
sierte mechatronische Systeme entwickeln können. 
 Die Konzepte sollen eine möglichst große Flexibilität bei der Hard-
ware- und Softwareentwicklung ermöglichen. 
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 Die Konzepte der Softwaremodellierung sollen eine möglichst platt-
formunabhängige Entwicklung ermöglichen. 
Um die in Abschnitt 2.4 beschriebenen Systeme diesbezüglich näher ver-
gleichend zu betrachten, werden diese im Folgenden anhand der genannten 
Kriterien eingeordnet. 
2.5.1 Flexibilität der Hardware vs. Expertenwissen 
Zunächst wird die Hardwareseite betrachtet. In Abbildung 18 ist daher die 
Flexibilität der Hardwareentwicklung in Abhängigkeit zum benötigten do-
mänenspezifischen Expertenwissen dargestellt. 
 
Abbildung 18: Darstellung der Flexibilität während der Hardwareentwick-
lung in Abhängigkeit des benötigten domänenspezifischen Expertenwissens 




Dabei beinhaltet die Betrachtung der Flexibilität der Hardwareentwicklung 
zum einen die hardwareseitige Plattformunabhängigkeit des genutzten in-
formationstechnischen Systems und zum anderen die freie Wählbarkeit der 
einsetzbaren Sensoren und Aktoren. Je besser diese beiden Punkte erfüllt 
sind, desto flexibler kann die Hardware an den vorgegebenen Prozess oder 
an zusätzlich vorgegebene Randbedingungen angepasst werden. 
Abbildung 18 zeigt, dass, bei Nutzung der vorgestellten Systeme, eine große 
Flexibilität während der Hardwareentwicklung mit einem hohen Maß an be-
nötigtem Expertenwissen einhergeht. Um die Gründe hierfür zu erkennen, 
wurde der Aufbau der Hardware der in den Abschnitten 2.4.1 bis 2.4.5 vor-
gestellten Systeme untersucht. 
Es konnten drei Kategorien identifiziert werden: 
 Gebrauchsfertige Module mit umfassender Funktionalität werden be-
reitgestellt. Hier ist kein Expertenwissen für den Aufbau des mechatro-
nischen Systems notwendig. Allerdings können nur Hardwarefunktio-
nen realisiert werden, welche von den Entwicklern vorgesehen wurden. 
Die informationstechnische Hardwareplattform ist im Normalfall nicht 
austauschbar. 
 Diese Produkte basieren auf der Bereitstellung standardisierter Schnitt-
stellen. Meist stehen dabei auch mehrere Plattformen zur Auswahl zur 
Verfügung. Durch die Standardisierung der Schnittstellen wird die 
Entwicklung der mechatronischen Hardware vereinfacht, da ein breites 
Spektrum passender industrieller Sensoren und Aktoren zur Verfügung 
steht. Allerdings werden vor allem im Hobbybereich oft preisgünstige 
Sensoren und Aktoren mit nichtstandardisierten Schnittstellen einge-
setzt, welche in Verbindung mit Produkten der zweiten Ebene nicht oh-
ne weitreichendes Expertenwissen nutzbar sind. 
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 Produkte der dritten Ebene stellen faktisch keine Werkzeuge zur Unter-
stützung der Hardwareentwicklung bereit. Um ein mechatronisches 
System zu entwickeln, wird ein hohes Maß an Expertenwissen voraus-
gesetzt. Mit diesem Wissen kann jedoch auch eine Vielzahl unter-
schiedlicher Funktionalitäten realisiert werden, da es kaum Einschrän-
kungen bei der Plattform-, Sensor- und Aktorauswahl gibt. 
In jeder der Realisierungsformen der Kategorien sind Flexibilität und benö-
tigtes Expertenwissen eng miteinander verknüpft. Somit bedeutet eine Fle-
xibilisierung auch immer eine Erhöhung des benötigten Expertenwissens. 
2.5.2 Flexibilität der Software vs. Expertenwissen 
In der Untersuchung der existierenden Entwicklungssysteme zeigte sich, 
dass auch im Bereich der Softwareentwicklung ein vergleichbarer Zusam-
menhang zwischen benötigtem domänenspezifischen Expertenwissen und 
Flexibilität existiert. In Abbildung 19 ist dieser Zusammenhang graphisch 
dargestellt. 
Wie auch in Abschnitt 2.5.1 lassen sich drei Gruppen identifizieren: 
 Es wird eine einfach verständliche, graphische Programmiersprache auf 
einer hohen abstrakten Ebene genutzt, wodurch der Nutzer nahezu kein 
Expertenwissen benötigt. Für die Programmierung werden modulare 
Programmierblöcke genutzt, welche durch den Nutzer lediglich parame-
triert und in der richtigen Reihenfolge angeordnet werden müssen. Die 
Funktionalität der entstehenden Software beschränkt sich hierbei auf die 
von den Entwicklern vorgesehenen Programmierblöcke. 
 Zur Programmierung werden mehrere standardisierte, graphische Spra-
chen kombiniert. Dadurch entsteht eine verbesserte Flexibilität, da sich 
der Nutzer entscheiden kann, in welcher Sprache er die gewünschte 
Funktionalität implementieren kann. Allerdings sind die meisten stan-
dardisierten Sprachen nicht intuitiv nutzbar, da sie sich aus der Informa-
tik, der Elektrotechnik oder vergleichbaren Domänen ableiten. Grund-
legendes Expertenwissen aus diesen Fachbereichen wird daher voraus-
gesetzt. 
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 Textuelle Programmiersprachen bieten die größtmögliche Flexibilität 
während der Softwareentwicklung. Allerdings wird hierfür ein umfas-























Abbildung 19: Darstellung der Flexibilität während der Softwareentwick-
lung in Abhängigkeit des benötigten domänenspezifischen Expertenwissens 
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2.5.3 Identifizierte Schwachstellen 
Aus den Betrachtungen der Abschnitte 2.5.1 und 2.5.2 lassen sich einige 
Schwachstellen der existierenden Systeme identifizieren. In den Abbildun-
gen dieser Abschnitte sind deutliche Korrelationen zwischen der Flexibilität 
und dem benötigten Expertenwissen erkennbar. Dies hat verschiedene 
Gründe: 
 Bei den hardwareseitig unterstützten Systemen erfolgt die Unterstüt-
zung in Form vorgefertigter Module. Damit verbessert sich die Nutz-
barkeit für Nichtexperten. Es verringert aber die Flexibilität und die 
Plattformunabhängigkeit. 
 Unterstützung bei der Softwareentwicklung erhält der Nutzer über zwei 
Ansätze: 
o Wie bei der Hardware wird auch die Funktion der Software in Modu-
len verpackt, was wiederum die Flexibilität reduziert. 
o Andere Produkte ermöglichen eine Kombination unterschiedlicher 
Programmiersprachen, welche jedoch nur durch Nutzer mit Experten-
wissen nutzbar sind. 
Ziel dieser Arbeit ist es, eine möglichst hohe Flexibilität in der Hardware- 
und Softwareentwicklung zu ermöglichen und dennoch Nutzern mit nur ge-
ringem domänenspezifischem Expertenwissen die Entwicklung mechatroni-
scher Systeme im Hobbybereich zu ermöglichen. In Abbildung 20 und in 








Abbildung 20: Einordnung der Zielstellung dieser Arbeit innerhalb 
der Darstellung der Flexibilität der Hardwareentwicklung 
in Abhängigkeit des benötigten Expertenwissens 
 
Es ist zu erkennen, dass nicht vorgesehen ist, das obere Ende der Skala der 
Flexibilität beziehungsweise das untere Ende der Skala des benötigten Ex-
pertenwissens zu erreichen. Dies wär zwar anstrebenswert, ist aber nicht rea-
listisch, da die Ziele offensichtlich untereinander in Konkurrenz stehen. In 
den folgenden Kapiteln werden Ansätze und Konzepte vorgestellt, mit wel-


























Abbildung 21: Einordnung der Zielstellung dieser Arbeit innerhalb 
der Darstellung der Flexibilität der Softwareentwicklung 
in Abhängigkeit des benötigten Expertenwissens 
 
2.6 Zusammenfassung 
In diesem Kapitel wurden einige Einblicke in die Grundlagen dieser Arbeit 
sowie in den Stand der Technik auf dem bearbeiteten Gebiet gegeben. Hier-
für erfolgte zunächst die Einführung des Begriffs der mikrocontrollerbasier-
ten mechatronischen Systeme mit einer Beschreibung ihres grundsätzlichen 
Aufbaus und des Entwurfsprozesses. 
70 2 Grundlagen – Stand der Technik
 
 
Der sich anschließende Abschnitt beinhaltete einige grundlegende Informa-
tionen zur Programmierung von Mikrocontrollern, wobei vor allem Hinter-
grundwissen über die modellbasierte und graphische Softwareentwicklung 
im Zentrum der Betrachtungen stand. In diesem Kontext wurden einige üb-
liche graphische Modellierungssprachen beschrieben. 
Da der Entwicklungsprozess der mechatronischen Systeme möglichst nut-
zerfreundlich gestaltet sein soll, wurden im sich anschließenden Abschnitt 
einige Grundlagen zur Usability-Evaluierung von Mensch-Maschine-
Schnittstellen mit einem Kurzüberblick über  die wichtigsten Evaluierungs-
methoden vorgestellt. 
Eine wichtige Recherche zum Stand der Technik erfolgte im Rahmen einer 
Untersuchung der wichtigsten und bekanntesten existierenden Entwick-
lungssysteme für mikrocontrollerbasierte mechatronische Systeme. Als 
wichtigstes Defizit konnte aus dieser Untersuchung abgeleitet werden, dass 
bei den bisher genutzten modulbasierten Ansätzen ein direkter Zusammen-
hang zwischen der Flexibilität der Entwicklung der Hard- und Software und 
dem hierfür benötigten Expertenwissen besteht. Um diese Verkopplung auf-
zubrechen, werden neue Konzepte und Ansätze zur Entwicklung mikrocon-




3 EasyKit und EasyKit Starter 
In den Jahren 2007 bis 2009 wurde gemeinsam mit der Technischen Univer-
sität München, der Festo Didactic GmbH & Co. KG, dem Verband Deut-
scher Maschinen- und Anlagenbau e.V., der digiraster Tetzner GmbH, der 
efm-systems GmbH, der KSB AG und der Pumpenfabrik Ernst Scherzinger 
GmbH & Co. KG das vom BMBF geförderte und vom PTKA (Projektträger 
Karlsruhe) betreute Kooperationsprojekt EasyKit durchgeführt. Die Projekt-
partner sind in Abbildung 22 noch einmal dargestellt. [Eas2011]  
 
Abbildung 22: Konsortium des Projekts EasyKit 
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Im Verlauf des Projekts EasyKit wurde die gleichnamige Methodik zur 
Entwicklung modularer mechatronischer Systeme für industrielle Anwender 
geschaffen. Dabei werden verschiedene modulare Elektronikbausteine mit-
einander verbunden und über die Entwicklungsumgebung EasyLab mit Hilfe 
graphischer Programmiersprachen programmiert. Die Bausteine liegen in 
miniaturisierter Form vor, so dass sie trotz des modularen Aufbaus in nahe-
zu jedes System integriert werden können. Die Entwicklungsumgebung 
EasyLab ist in erster Linie darauf ausgerichtet, eine möglichst plattformun-
abhängige, schnelle, einfache und flexible Programmierung zu ermöglichen, 
wodurch Entwicklungszeit gespart werden kann. 
Die Einsetzbarkeit durch Nutzer ohne Expertenwissen stand in diesem Pro-
jekt noch nicht im Mittelpunkt. Allerdings stellte sich nach ersten Tests her-
aus, dass mit nur wenigen Veränderungen ein System geschaffen werden 
könnte, welches sogar im schulischen Umfeld einsetzbar wäre. Hardware 
und Software wurden für diesen Zweck weitestgehend vereinfacht und sind 
nun unter dem Namen „EasyKit Starter“ verfügbar [Fes2010]. 
Da beide Systeme aufeinander aufbauen und daher nur schwer voneinander 
getrennt betrachtet werden können, wird in diesem Kapitel zunächst die ori-
ginale, industrielle Version von EasyKit und daran anschließend der EasyKit 
Starter vorgestellt. 
Anmerkung des Autors 
Wie bereits erwähnt, war EasyKit ein Kooperationsprojekt, weshalb die 
vorgestellten Ergebnisse aus dem Zusammenwirken mehrerer Personen ent-
standen. Um ein umfassendes Bild abzugeben, ist es jedoch notwendig, das 
gesamte Projekt darzustellen. 
Das hauptsächliche Mitwirken des Autors war angesiedelt im Bereich 
 der Entwicklung und Analyse möglicher Anwendungsfälle, 
 der Hard- und Softwareentwicklung, 
 der Analyse des beim Einsatz des Systems benötigten Expertenwissens 
und 
 der Evaluierung im Rahmen von Nutzertests. 
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3.1 Entwicklung mit EasyKit 
Wie bereits in Abschnitt 2.1.2 beschrieben und in Abbildung 5 dargestellt 
wurde, erfolgt die Entwicklung mechatronischer Systeme traditionell 
schrittweise. [BPK2009]. 
Auch wenn sich ein solcher sequentieller Arbeitsablauf positiv auf die Zu-
verlässigkeit des zu entwickelnden Systems auswirkt [Ste2005], erhöht sich 
hierdurch die Entwicklungszeit. Dies gilt vor allem, wenn die mechatroni-
schen Systeme lediglich in geringen Stückzahlen produziert werden sollen. 
Ein weiteres Problem ist, dass mindestens drei Experten an der Entwicklung 
beteiligt sein müssen, da für jeden Schritt Expertenwissen auf dem jeweili-
gen Gebiet benötigt wird, um die Zuverlässigkeit des zu entwickelnden me-
chatronischen Systems zu gewährleisten. Dieser Ressourcenbedarf erhöht 
die Kosten für das entstehende Produkt und ist oft für kleinere Unternehmen 
gar nicht ohne kostenintensive, externe Unterstützung aufzubringen. 
Um hierfür einen Lösungsansatz zur Verfügung zu stellen, wurde das 
EasyKit-Konzept entwickelt. Es basiert vor allem auf der Vereinfachung des 
Schaltungsentwurfs und der Programmierung. Die Vereinfachung des Schal-
tungsentwurfs wird durch eine Modularisierung erreicht. Dabei werden häu-
fig genutzte Schaltungen in Form von Elektronikmodulen bereitgestellt. Die 
Programmierung erfolgt durch graphische Modellierung in der Entwick-
lungsumgebung EasyLab. Aus dem so erstellten Modell wird von EasyLab 
der Quellcode des eigentlichen Mikrocontrollerprogramms generiert. 
Durch diese Vereinfachungen ist es möglich, den Anteil an benötigtem Ex-
pertenwissen zu reduzieren, da dies bereits in die entwickelten Module ein-
geflossen ist. Zudem kann der Entwicklungsprozess im Rahmen eines koor-
dinierten Vorgehens so parallelisiert werden, wie in Abbildung 23 darge-
stellt. 
Durch den modularen Aufbau können die Entwicklungszeiten auf zwei Ebe-
nen reduziert werden. Zum einen wird die eigentliche Schaltungs- und 
Codeentwicklung beschleunigt, zum anderen wird aber auch die Gesamt-
entwicklungszeit durch die Möglichkeit der Parallelisierung der Arbeits-
schritte verringert. 




Abbildung 23: Paralleler Ablauf der Entwicklung eingebetteter Systeme 
mit Hilfe modularisierter Elektronik und graphischer Programmierung 
 
3.1.1 EasyKit Elektronikmodule 
Wie bereits beschrieben, werden die benötigten elektronischen Schaltungen 
mit Hilfe einzelner Module erstellt, wovon einige in Abbildung 24 darge-
stellt sind. Diese werden je nach zu erfüllender Aufgabe zu einem Stapel 
zusammengesteckt, welcher möglichst geringe Abmessungen besitzen soll, 
da er in mechanische Systeme eingebettet wird. Im Normalfall besteht ein 
solcher Stapel aus einem Spannungsversorgungsmodul, einem CPU-Modul 
und mindestens einem Schnittstellenmodul. 
Wie der Name schon vermuten lässt, wird im Spannungsversorgungsmodul 
eine von außen angelegte Gleichspannung in eine vom Mikrocontroller 
nutzbare Versorgungsspannung gewandelt. Des Weiteren befinden sich an 
diesem Modul Steckverbindungen, über welche der Stapel mit einem PC 
oder anderen Systemen verbunden werden kann, um so den Mikrocontroller 
programmieren oder ihn in ein Bussystem einbinden zu können. 




Abbildung 24: EasyKit Elektronikmodule 
Das CPU-Modul beinhaltet den Mikrocontroller mit dem zugehörigen Quar-
zoszillator sowie zusätzliche Treiberschaltkreise zur Kommunikation. Es 
wurden bereits verschiedene Prozessoren der Firmen Microchip und 
ATMEL in CPU-Module integriert. Für die Kommunikation kann zwischen 
Modulen mit integrierten Treibern für RS232, RS485 und CAN gewählt 
werden. 
Die Schnittstellenmodule können zum Teil miteinander kombiniert werden. 
Sie stellen Steckverbindungen bereit, an welche Sensoren und Aktoren mit 
unterschiedlichen Schnittstellen angeschlossen werden können. Dabei wer-
den verschiedene industrielle Standardschnittstellen, wie zum Beispiel 
Spannungssignale von 0…10 V, abgedeckt.  Weitere weit verbreitete Schal-
tungen, wie zum Beispiel eine Auswerteelektronik mit Wheatstonebrücke 
und hochauflösendem Analog-Digital-Wandler für PT100-Messspitzen oder 
Treiber für induktive Lasten wie Relais, sind ebenso verfügbar. 
Da bei solchen modularen Systemen nicht sämtliche möglichen Schnittstel-
len berücksichtigt werden können, besteht die Möglichkeit, einzelne Modul-
komponenten, wie Rahmen und Trägerplatinen, mit selbstentwickelten 
Schaltungen zu bestücken. Die für diesen Schritt benötigten Hintergrundin-
formationen über die mechanischen und elektrischen Schnittstellen sind im 
VDMA Einheitsblatt 66305 beschrieben [VDMA66305-2003]. Des Weite-
ren sind Layoutvorlagen für die Trägerplatinen verfügbar, welche beispiels-
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weise in der PCB-Software „Eagle“ genutzt werden können. So ist es nicht 
nur möglich, weitere Schnittstellen zu realisieren, sondern der Nutzer kann 
auch neue Mikrocontroller integrieren. 
Ein solches modulbasiertes Hardware-System bietet verschiedene Vorteile: 
 Durch die Nutzung standardisierter Module erhöht sich die Zuverläs-
sigkeit des Systems. 
 Die Entwicklungszeit wird erheblich reduziert, was vor allem bei Sys-
temen mit geringen Stückzahlen oder in der Prototypenentwicklung ei-
ne erhebliche Kostenreduzierung ermöglichen kann. 
 Das für einen Entwicklungsprozess benötigte Expertenwissen auf dem 
Gebiet der Elektronikentwicklung wird erheblich reduziert, da nur noch 
ein grundlegendes Verständnis für die Funktionen des Moduls, jedoch 
nicht für seine einzelnen elektronischen Bestandteile vorausgesetzt 
wird. 
 Da die Module neben standardisierten Schnittstellen auch die Anbin-
dung anderer oft genutzter Hardware ermöglichen, ist mit der elektroni-
schen Hardware von EasyKit bereits eine relativ hohe Flexibilität er-
kennbar. 
Jedoch resultieren aus dem modularen Aufbau auch einige Nachteile: 
 Es kann nicht für jede existierende Schnittstelle ein Schnittstellenmodul 
zur Verfügung gestellt werden. Der Einsatz von Sensoren mit Standard-
schnittstellen ist daher anzustreben. Da Sensoren aus dem Low-Cost-
Segment solche Schnittstellen oft nicht besitzen, können sich die Kos-
ten des Endproduktes erhöhen. 
 Können keine unterstützten Schnittstellen genutzt werden, muss ein 
neues Modul angefertigt werden, welches die entsprechenden Spezifi-
kationen besitzt. In diesem Fall ist wiederum Expertenwissen auf dem 
Gebiet der Elektronikentwicklung erforderlich. 
Die Betrachtung der Hardware von EasyKit zeigt, dass der Einsatz des Sys-
tems wohl durchdacht sein muss. Ein positiver Nutzen kann vor allem bei 
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der Entwicklung von Prototypen und Kleinserien erzielt werden. Dies gilt 
insbesondere wenn weitere Randbedingungen eingehalten werden müssen, 
wie zum Beispiel eine möglichst gute Plattformportierbarkeit oder Größen-
beschränkungen. 
3.1.2 EasyLab Entwicklungsumgebung 
Für die Programmierung des im CPU-Modul enthaltenen Mikrocontrollers 
wurde im Rahmen des BMBF-Projekts die graphische Programmierumge-
bung EasyLab entwickelt. Dabei werden zwei hierarchisch angeordnete, 
graphische Programmiersprachen genutzt, welche auch in der SPS-
Programmierung Anwendung finden und im Rahmen der Norm IEC 61131 
standardisiert wurden [DIN61131-3-2003]. Die obere Ebene der Program-
mierung erfolgt durch die Erstellung eines Diagramms in der Ablaufsprache 
(Abbildung 25), während die untere Ebene durch einen Datenflussplan in 
Funktionsbausteinsprache (Abbildung 26) realisiert ist. 
 
Abbildung 25: Ablaufdiagramm in EasyLab 




Abbildung 26: Funktionsbausteinsprache in EasyLab 
Diese beiden Sprachen wurden gewählt, da sie zum einen vergleichsweise 
leicht verständlich sind und zum anderen durch ihre Kombination eine Rea-
lisierung kombinierter ereignisgesteuerter Abläufe und datenflussorientierter 
Berechnungen ermöglicht wird. Diese Kombination ermöglicht eine hohe 
Flexibilität in der Programmierung. [BGH2010] 
Wie in den beiden Abbildungen dargestellt, ist die Benutzeroberfläche 
grundsätzlich dreigeteilt. Im oberen linken Teil findet die eigentliche Pro-
grammierung mit Hilfe der beiden graphischen Programmiersprachen statt. 
Im unteren Teil befindet sich das Protokoll, welches Informationen über den 
aktuellen Systemzustand beinhaltet. Rechts befinden sich Variablen oder 
Bibliotheken, welche für die Modellierung genutzt werden. 
Das Diagramm der Ablaufsprache besteht aus Zuständen, welche mit gerich-
teten Verbindern gekoppelt sind. Für die Verbinder werden vom Nutzer lo-
gische Ausdrücke vorgegeben, welche festlegen, unter welchen Bedingun-
3.1 Entwicklung mit EasyKit 79
 
 
gen der Wechsel von einem Zustand in einen folgenden erfolgt. Für die Er-
stellung dieser Bedingungen stehen die Variablen aus dem Fenster auf der 
rechten Seite der Oberfläche zur Verfügung. Den Variablen können inner-
halb der Programmierung im Datenflussplan Werte zugewiesen werden. Ist 
keine Bedingung am Ende eines Zustands erfüllt, so wiederholt sich der ak-
tuelle Zustand. Der Nutzer kann außerdem eine Mindestausführungsdauer 
für jeden einzelnen Zustand einstellen. 
Benötigt das Ausführen des entsprechenden Zustands weniger als die vor-
eingestellte Zeit, so wartet das Programm vor der nächsten Ausführung so 
lange, bis die Zeit abgelaufen ist. 
Jedem Zustand des Ablaufdiagramms muss eine Funktion zugewiesen wer-
den. Hierfür muss diese Funktion mit Hilfe der Funktionsbausteinsprache im 
Datenflussplan modelliert werden. Ein so erzeugter Datenflussplan kann an-
schließend einem Zustand im Ablaufdiagramm zugeordnet werden. In Ab-
bildung 25 und in Abbildung 26 wurde dies beispielhaft für die Datenfluss-
pläne Step1 bis Step3 durchgeführt. 
Funktionsbausteinbibliothek 
Wie in Abbildung 26 zu erkennen ist, befindet sich die Funktionsbaustein-
bibliothek während der Programmierung im Datenflussplan auf der rechten 
Seite des Arbeitsbereichs. Von hier werden die einzelnen Funktionsbaustei-
ne per Drag-and-Drop in das links davon befindliche Hauptfenster gezogen 
und miteinander verbunden. Somit entsteht ein Datenflussplan, wie er bei-
spielsweise aus MATLAB Simulink [Mat2011a] bekannt ist. 
In EasyLab stehen für die Programmierung in der Funktionsbausteinsprache 
 generische Funktionsbausteine, 
 erweiterte Funktionsbausteine und 
 plattformspezifische Funktionsbausteine zur Verfügung [BGH2010]. 
Mit Hilfe der generischen Funktionsbausteine können mathematische Be-
rechnungen, logische Verknüpfungen, Vergleiche und viele weitere einfache 
Abläufe realisiert werden. Die Funktionen dieser Funktionsbausteine stehen 
auch in den meisten textuellen Programmiersprachen so oder in vergleichba-
rer Form zur Verfügung. 
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Die erweiterten Funktionsbausteine beinhalten verschiedene nicht generi-
sche Funktionen, wie zum Beispiel die Visualisierung von Daten während 
der Laufzeit innerhalb von EasyLab oder auch Funktionsbausteine zum Le-
sen und Schreiben global genutzter Variablen. Ein wichtiger Teil der erwei-
terten Funktionsbausteine ist zudem eine Bibliothek für die Nutzung im Be-
reich der Automatisierungs- und Regelungstechnik. Diese beinhaltet ver-
schiedene Filter, Regler und Signalgeneratoren. [BA2010b] 
Mit Hilfe der Filterfunktionsbausteine können Signale verarbeitet werden, 
indem beispielsweise Mittelwertbildungen, Glättungen oder auch mathema-
tische Transformationen durchgeführt werden. Als Regler stehen Zwei-
punktregler mit optionaler Hysterese, Dreipunktregler, Totzonenregler und 
klassische PID-Regler mit optionalem Anti-Windup zur Verfügung. Die 
Signalgeneratorfunktionsbausteine können Rampen-, Sägezahn-, Sprung-, 
Sinus- und pulsweitenmodulierte Signale erzeugen. Die Funktionsbausteine 
der Automatisierungs- und Regelungstechnikbibliothek sind so implemen-
tiert, dass der Nutzer lediglich Grundlagenwissen und kein umfassendes 
Hintergrundwissen über die Umsetzung im Quellcode der einzelnen Funkti-
onsbausteine benötigt. Der PID-Regler ist beispielsweise über die üblichen 
Proportional-, Integral- und Differentialkoeffizienten zu 
parametrieren. [BA2010b] 
Während die bisher beschriebenen Funktionsbausteine reine Softwarefunk-
tionalität zur Verfügung stellen, ermöglichen die plattformspezifischen 
Funktionsbausteine die Manipulation und das Auslesen der Hardware. Zu 
den wichtigsten Funktionen gehören dabei das Lesen und Schreiben der di-
gitalen Ein- und Ausgänge sowie das Lesen der digitalen Daten der Analog-
Digital-Umsetzer (ADU) des Mikrocontrollers. Je nach Funktionsumfang 
des genutzten Mikrocontrollers stehen weitere Funktionen zur Verfügung, 
wie zum Beispiel das Erzeugen eines pulsweitenmodulierten Signals an ei-
nem Ausgang, welches beispielsweise für die Ansteuerung von Motoren ge-
nutzt werden kann. 
Die Namen der Funktionsbausteine und ihrer Signalein- und Signalausgänge 
wurden so gewählt, dass sie deren Funktionen möglichst genau beschreiben. 
Da jedoch zum einen das Programm von Nutzern mit unterschiedlichem 
Vorwissen genutzt werden soll und zum anderen bei komplexeren Funkti-
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onsbausteinen der Name nicht umfassend beschreibungsfähig sein kann, 
steht dem Nutzer eine Hilfeseite zur Verfügung, auf welcher die Funktionen 
der Funktionsbausteine sowie ihrer Signalein- und Signalausgänge beschrie-
ben sind. 
Simulation und Debugging 
Nachdem das Mikrocontrollerprogramm mit Hilfe der oben beschriebenen 
graphischen Programmiersprachen entwickelt wurde, kann seine Funktion 
mit der Simulationsfunktion von EasyLab getestet werden. EasyLab simu-
liert dabei die Berechnungen des Mikrocontrollers und stellt diese innerhalb 
der graphischen Programmieroberfläche dar. Der Nutzer kann das Signal-
verhalten der digitalen und analogen Eingänge des Mikrocontrollers direkt 
in der Programmieroberfläche beeinflussen. Somit ist eine Simulation des 
Verhaltens von Sensoren möglich, welche an den Eingängen angeschlossen 
sind. 
Verhält sich das Programm wie gewünscht, kann es auf den Mikrocontroller 
geladen werden. Erfahrenen Nutzern ist es möglich im Auswahldialog für 
das Brennen auf den Mikrocontroller verschiedene zusätzliche Parameter 
anzupassen. Für die üblichen  Anwendungen müssen diese jedoch nicht ver-
ändert werden. In diesem Dialog ist es zudem möglich, das Debugging zu 
aktivieren, wodurch EasyLab nach dem Übertragen der Daten auf den Mik-
rocontroller in den Debugmodus wechselt. Dabei werden im Datenflussplan 
an allen Funktionsbausteinen die Werte der Ein- und Ausgänge angezeigt. 
So kann getestet werden, wie sich der programmierte Mikrocontroller ver-
hält, während er in das System eingebettet ist. 
Plattformunabhängigkeit 
Wurde in EasyLab Software für einen unterstützten Mikrocontroller entwi-
ckelt, so kann diese auch für andere unterstützte Controller genutzt werden. 
Lediglich die plattformspezifischen Funktionsbausteine müssen ersetzt wer-
den. 
Die Entwicklung der Software kann grundsätzlich auch für Mikrocontroller 
erfolgen, welche nicht von der Hardware von EasyKit unterstützt werden. 
Hierfür muss lediglich die entsprechende Werkzeugkette (Toolchain) in 
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EasyKit integriert und der Zugriff auf die hardwarespezifischen Funktionen 
implementiert werden. 
3.1.3 Fazit 
Mit EasyKit können industrielle Anwender bei der Entwicklung mechatroni-
scher Systeme effektiv unterstützt werden. Durch die Nutzung modularer 
Elektronikhardware und graphischer Programmiersprachen mit modularen 
Softwarebausteinen ist nur wenig Expertenwissen aus dem Bereich der 
Elektronik- und Softwareentwicklung erforderlich und die Entwicklung wird 
erheblich beschleunigt, da Mechanik, Elektronik und Software parallel ent-
wickelt werden können. Dabei ist vor allem die Flexibilität der Programmie-
rung bemerkenswert, welche durch die Kombination der Ablaufsprache und 
der Funktionsbausteinsprache erreicht wird. Weitere Bestandteile der Soft-
ware wie der Simulationsmodus und das Onlinedebugging erleichtern die 
Inbetriebnahme des zu entwickelnden mechatronischen Systems. 
Allerdings zeigt sich an verschiedenen Stellen, dass das System auf industri-
elle Nutzer mit technischem Hintergrundwissen ausgelegt ist. Um das Sys-
tem effektiv nutzen zu können, wird zumindest ein grundlegendes ingeni-
eurmäßiges Denken vorausgesetzt. 
Wie bereits beschrieben, soll im Rahmen dieser Arbeit eine weitestgehend 
flexible und plattformunabhängige Programmierung für Nutzer ohne Exper-
tenwissen ermöglicht werden. Die folgenden Konzeptansätze liefern hierzu 
einen wichtigen Beitrag: 
 Erhöhte Plattformunabhängigkeit/Plattformportierbarkeit durch 
o Unterstützung unterschiedlicher Plattformen verschiedener Hersteller, 
o Möglichkeit der Integration neuer Plattformen in Hard- und Software 
und 
o Trennung von Plattformsoftware- und Applikationssoftwarebestand-
teilen. 
 Erhöhte Flexibilität der Hardwareentwicklung durch 
o Unterstützung standardisierter Schnittstellen und 
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o zusätzliche Unterstützung verschiedener nichtstandardisierter Schnitt-
stellen. 
 Erhöhte Flexibilität der Softwareentwicklung durch 
o Kombination ereignisgesteuerter und datenflussorientierter Program-
mierung. 
 Vereinfachte Programmierung durch 
o Auswahl gut verständlicher graphischer Programmiersprachen. 
Weitere Informationen zur industriellen Version von EasyKit sind in ver-
schiedenen Veröffentlichungen zu finden [BA2010b; BA2010c; BGH2010; 
Eas2011]. 
3.2 EasyKit Starter 
Von verschiedenen Technikdidaktikern wird angeführt, dass technische 
Themengebiete aus dem Bereich der Mechatronik im Schulunterricht unter-
repräsentiert sind [Mar2006] und erst zu spät unterrichtet werden, da die 
Technikbegeisterung lediglich bis etwa zur siebenten Klasse geweckt wer-
den kann [Hei2011]. 
Durch die oben beschriebene einfache Nutzbarkeit des Systems konnten 
auch Schüler höherer Klassenstufen sowie Berufsschüler als mögliche Ziel-
gruppen einbezogen werden. Allerdings erschien die Nutzung der elektroni-
schen Module im Rahmen des Schulunterrichts nur wenig sinnvoll, da die 
Anforderungen hier anders gesetzt werden müssen. So ist beispielsweise 
eher auf eine flexible und sichere Handhabbarkeit zu achten, als auf die Mi-
niaturisierung, wie sie bei der industriellen Version gefordert ist. Aufgrund 
dieser Anforderungen wurden ein EasyKit Starterboard und ein Applikati-
onsboard entwickelt, welche später in diesem Abschnitt näher beschrieben 
werden. Außerdem wurden in EasyLab einige Veränderungen vorgenom-
men, um die Software für die Zielgruppe einfacher und verständlicher zu 
gestalten. Um den Schülern eine erste Einführung in das Fachgebiet der Me-
chatronik zu geben und somit den Einstieg in die Nutzung des Systems zu 
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erleichtern, steht ein „web-based Training“ bereit. In den folgenden Ab-
schnitten werden diese Bestandteile des EasyKit Starters beschrieben und 
ihre Funktionen erklärt. 
3.2.1 EasyKit Starterboard 
Das EasyKit Starterboard beinhaltet neben den Funktionen der industriellen 
Version von EasyKit einige Erweiterungen, welche die ersten Schritte zur 
Nutzung des Systems erleichtern. Die wichtigste Veränderung zur industri-
ellen Version von EasyKit ist sicher, dass mit dem Starterboard bereits eini-
ge kleine Applikationen möglich sind. Das Board besitzt drei unterschied-
lich farbige LEDs (lichtemittierende Dioden) und drei Taster, mit welchen 
beispielsweise eine einfache Ampelschaltung realisiert werden kann. Optio-
nal kann eine Flüssigkristallanzeige (LCD – Liquid Crystal Display) in der 
rechten oberen Ecke bestückt werden. In Abbildung 27 ist das Starterboard 
dargestellt. 
Sensoren und Aktoren werden nicht mehr wie bei der industriellen Version 
über Steckverbindungen an das System angeschlossen, sondern über die 
Schraubkontaktleiste im unteren Bereich des Starterboards. Die Schnittstel-
lenmodule der industriellen Version kommen hier dennoch zum Einsatz. Sie 
werden oberhalb der Schraubkontaktleiste auf das Board gesteckt und wei-
sen jedem Schraubkontakt eine bestimmte Funktion zu, indem sie zum Bei-
spiel Spannungsteiler, Tiefpassfilter oder Treiber für induktive Lasten bein-
halten. Des Weiteren sind in ihnen Schutzschaltungen integriert, welche bei-
spielsweise gegen Überspannungen oder Verpolung schützen. Abgesehen 
von den Schnittstellenmodulen wurde beim Starterboard auf die modulare 
Bauweise verzichtet, was jedoch im schulischen Anwendungsfall keine Ein-
schränkung für die Nutzer darstellt, da die Flexibilität in der Nutzung unter-
schiedlicher Mikrocontroller und Bussysteme hier nicht benötigt 
wird. Während in den Modulen der industriellen Version von EasyKit vor 
allem sehr einfache Mikrocontroller genutzt werden, welche zwar eher ge-
ringe Verarbeitungsgeschwindigkeiten besitzen, dafür aber weniger Bau-
raum benötigen, kommt auf dem Starterboard ein leistungsstarker Cortex™-
M3 zum Einsatz. Um diesen programmieren zu können, muss das Board le-
diglich mittels eines USB-Kabels an einen PC mit installiertem EasyLab 
angeschlossen werden. [BA2010a] 




Abbildung 27: EasyKit Starterboard [Fes2010] 
3.2.2 EasyKit Applikationsboard 
Das neben dem Starterboard im EasyKit Starter enthaltene Applikations-
board ist in Abbildung 28 dargestellt. Es beinhaltet einen Gleichstrommotor, 
eine Gabellichtschranke und einen Lichtstärkesensor. Mit diesen Bestandtei-
len kann beispielsweise die Geschwindigkeit des Motors anhand der Licht-
stärke oder anhand von in EasyLab vorgegebenen Sollwerten geregelt wer-
den. Auf dem Board befinden sich alle benötigten Treiber- und Wandler-
schaltungen zum Betrieb dieser Bauteile, so dass über die Schraubkontakte 
lediglich eine Verbindung zum Starterboard hergestellt werden muss. Um 
den EasyKit Starter an Schulen einsetzen zu können, war es nötig, einige 
Beispielanwendungen zu ermöglichen, welche den Schülern zeigen, für wel-
che Aufgaben Mikrocontroller genutzt werden können. Beim Einsatz der 
industriellen Version von EasyKit liegt gewöhnlich bereits ein technisches 
Problem vor, welches gelöst werden soll. Da dies bei der Nutzung in der 
Lehre an Schulen nicht der Fall ist, wurde die Entwicklung des Applikati-
onsboards notwendig. [BA2010a] 




Abbildung 28: Applikationsboard 
3.2.3 Vereinfachung von EasyLab für den EasyKit Starter 
Die grundlegende Struktur der Entwicklungsumgebung EasyLab wurde für 
den EasyKit Starter nicht verändert. Die Programmierung erfolgt genau wie 
bei der industriellen Version von EasyKit mit Hilfe der Ablaufsprache und 
der Datenflusssprache. Auch die genutzten plattformübergreifenden Funkti-
onsbausteine der Datenflusssprache sind in beiden Versionen identisch. Die-
se wurden zwar im Verlauf der Entwicklung des EasyKit Starters überarbei-
tet, jedoch wurden die verbesserten Funktionsbausteine in dieser Form auch 
in die industrielle Version von EasyLab übernommen. 
Ein wichtiger Unterschied zur industriellen Version ist die Vereinfachung 
des Herunterladens des Programms auf den Mikrocontroller. Während bei 
der industriellen Version vom Nutzer verschiedene Einstellungen zur Aus-
wahl und Parametrierung des genutzten Mikrocontrollers abgefragt werden, 
läuft beim EasyKit Starter der gesamte Vorgang mit den voreingestellten 
Parametern vollautomatisch ab. Dies vereinfacht die Bedienung erheblich 
und sorgt für weniger Missverständnisse. Erfahrene Nutzer können über 
Umwege dennoch eine Parametrierung vornehmen. 
Ein weiterer wichtiger Unterschied ist die Bereitstellung einiger Beispiel-
aufgaben mit Lösungen innerhalb von EasyLab. Die Beispielaufgaben kön-
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nen selbstständig durchgeführt werden, um den Aufbau des Systems kennen 
zu lernen. Bis zum jetzigen Zeitpunkt stehen sechs Aufgaben zur Verfü-
gung. 
Da EasyLab bereits mit der Zielstellung der Nutzerfreundlichkeit entwickelt 
wurde, waren nur diese wenigen Schritte erforderlich, um die industrielle 
Version zu einer Schulversion umzuarbeiten. 
3.2.4 Vor der Nutzung des EasyKit Starters 
Wie in den letzten Abschnitten beschrieben wurde, ist der EasyKit Starter 
bereits vergleichsweise einfach nutzbar. Vor allem die Implementierung 
leicht verständlicher graphischer Programmiersprachen bewirkt diese einfa-
che Nutzbarkeit. Dennoch sind für die Nutzung des Systems einige Grund-
lagenkenntnisse erforderlich. Daher wurde zur Unterstützung des Einstiegs 
in die Problematik der mikrocontrollerbasierten mechatronischen Systeme 
ein web-based Training entwickelt. 
Hinter dem Namen web-based Training versteckt sich ein modernes Lehr-
programm, in welchem zu vermittelnde Lehrinhalte für ein selbstständiges 
Erlernen am PC aufbereitet wurden. Durch ein solches System ist es mög-
lich, die Vorteile moderner Medien zu nutzen, um Wissen gezielt zu vermit-
teln. Der Aufbau und die Inhalte des web-based Trainings sind als Übersicht 
in Abbildung 29 zu finden. 
Das web-based Training beginnt mit allgemeinen Informationen über dessen 
Nutzung. Das darauf folgende Einführungskapitel soll die Schüler motivie-
ren, indem Informationen vermittelt werden, in welchen Bereichen im All-
tag wir bereits mit Mikrocontrollern in Berührung kommen und welche 
Aufgaben diese dort übernehmen. Diese Informationen werden zunächst auf 
einer sehr anwendungsnahen Ebene vermittelt. Beispielsweise wird den 
Schülern die Aufgabe von Mikrocontrollern verständlich gemacht, indem 
die Funktionsweise eines Kaffeeautomaten erklärt wird. Dabei werden nicht 
die elektronischen Abläufe beschrieben, wie zum Beispiel das Schalten ein-
zelner Mikrocontrollerpins, sondern eher Vorgänge auf einer höheren Ebe-
ne, wie zum Beispiel das Aufheizen oder das Pumpen von Wasser. Auf die-
se Art lassen sich beispielsweise grundlegende Begriffe, wie Sensor und Ak-
tor, einführen. 




Abbildung 29: Inhalte des web-based Trainings 
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Im zweiten Kapitel erfahren die Schüler einige Informationen über die Spei-
cherung von Daten innerhalb des Mikrocontrollers. Das Konzept der Nut-
zung von Bits und Bytes erklärt und die Darstellungsmöglichkeit von gan-
zen und gebrochenen Zahlen in Form von Bytes beschrieben. Außerdem 
werden einige gebräuchliche Datentypen erklärt. Dies ist notwendig, da die 
Schüler später in EasyLab mit diesen Datentypen arbeiten müssen. 
Das dritte Kapitel beschreibt den prinzipiellen Aufbau von Mikrocontrollern 
anhand der von-Neumann-Architektur. Die Funktionen der einzelnen Be-
standteile des Controllers sowie ihre Zusammenarbeit werden näher erklärt. 
Besonderes Augenmerk liegt dabei auf der Beschreibung der Ein- und Aus-
gangsmodule. Das Wissen über diese Module ist essentiell, um später mit 
dem EasyKit Starter und EasyLab arbeiten zu können, da beispielsweise die 
Funktionsweise der Verarbeitung analoger und digitaler Signale bekannt 
sein muss. Dabei wird immer wieder auf das leicht verständliche Beispiel 
des Kaffeeautomaten eingegangen, um den Schülern das Verständnis zu er-
leichtern. 
Das letzte Kapitel beschäftigt sich mit verschiedenen Operationen des Mik-
rocontrollers, welche zur Verarbeitung von Daten genutzt werden. Während 
der Programmierung des Datenflussplans in EasyLab werden diese Operati-
onen oft benötigt, so dass eine Einführung in dieses Thema notwendig ist. 
Am Ende eines jeden Kapitels erfolgt eine Zusammenfassung. Anschließend 
werden dem Schüler zwei Fragen gestellt. Die Beantwortung dieser Fragen 
soll zum einen eine Überprüfung der eigenen Leistung für den Schüler sein, 
zum anderen soll sie das erlernte Wissen noch einmal festigen. Um EasyLab 
nutzen zu können, muss sich der Schüler jedoch nicht an alle Einzelheiten 
des web-based Trainings erinnern. Wichtig ist bei der Nutzung des Trai-
nings, dass die Schüler einige Grundzusammenhänge verstanden haben, um 
die Funktionen des Systems nachvollziehen zu können. 
3.2.5 Das EasyKit Gesamtkonzept 
Der EasyKit Starter fügt sich nahtlos in das Gesamtkonzept von EasyKit ein. 
Absolute Neueinsteiger beginnen mit diesem System. Sie arbeiten sich zu-
erst durch das web-based Training und können durch die Bearbeitung der 
Einführungsaufgaben sehr schnell zu einem ersten Erfolgserlebnis gelangen. 
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Mit steigender Nutzungsdauer wird der Nutzer immer neue Aufgaben für 
das System finden, welche ab einer bestimmten Komplexität nicht mehr 
durch die Nutzung des Starterboards gelöst werden können. An diesem 
Punkt besteht die Möglichkeit, zur industriellen Version von EasyKit zu 
wechseln. Durch seine höhere Flexibilität können hiermit mehr Aufgaben 
gelöst werden. Der Vorteil an diesem Schritt ist, dass sich der Nutzer nicht 
in eine neue Programmierumgebung einarbeiten muss, da nur geringe Ver-
änderungen zwischen dem EasyLab der industriellen und der Starterversion 
vorgenommen wurden. 
Auch die industrielle Version von EasyKit wird ab einer bestimmten Aufga-
benkomplexität nicht mehr ausreichend flexibel sein. Ist dabei der modulba-
sierte Aufbau von EasyLab der beschränkende Faktor, können die EasyKit-
Elektronikmodule auch mit einer gewöhnlichen textbasierten Entwicklungs-
umgebung programmiert werden. Der Vorteil hier ist, dass der Nutzer sich 
nicht mit der Entwicklung der elektronischen Schaltungen beschäftigen 
muss, sondern sich ganz auf das Erlernen der Programmierung konzentrie-
ren kann. So ist es möglich, unerfahrene Nutzer schrittweise an das Thema 
mikrocontrollerbasierter mechatronischer Systeme heranzuführen. 
3.3 Nutzertests 
Der EasyKit Starter wurde gemeinsam mit verschiedenen Zielgruppen getes-
tet. Die Ergebnisse der Tests werden im Folgenden kurz dargestellt. 
3.3.1 Expertentests 
Der erste hier beschriebene Test des EasyKit Starters fand im Rahmen der 
Abschlussveranstaltung des EasyKit-Projekts statt. Die etwa 40 anwesenden 
Vertreter aus Industrie und Forschung erhielten zunächst eine grundlegende 
Einweisung in die Hardware des Systems. Dabei wurde auf die Nutzung des 
web-based Trainings verzichtet, da das hierin enthaltene Grundlagenwissen 
hinlänglich bekannt war. Anschließend lösten sie unter Anweisung des Vor-
tragenden eine Beispielaufgabe, bei welcher die drei auf dem Starterboard 
befindlichen LEDs (lichtemittierende Dioden) mittels der ebenfalls auf dem 




gramm selbstständig erweitert werden, so dass die LEDs beim Drücken ei-
nes Tasters einschalten und nach einer vorgegebenen Zeit wieder ausschal-
ten. Nachdem alle Testnutzer dieses Problem gelöst hatten, wurde eine wei-
tere Beispielaufgabe unter Anweisung des Vortragenden gelöst. Im Rahmen 
dieser Aufgabe sollte das Signal der Lichtschranke des Applikationsboards 
ausgelesen werden. Auch dieses Programm sollte im Anschluss selbststän-
dig erweitert werden, um die Motordrehzahl des Applikationsboards regeln 
zu können. Abschließend erhielten die Probanden die Möglichkeit, selbst-
ständig weitere Funktionen des Systems zu testen. 
Da bei der Veranstaltung nicht der Test des Systems im Vordergrund stand, 
sondern die Präsentation des Projekts, wurde auf eine intensive Befragung 
der Probanden verzichtet. Jedoch wurden diese während der Nutzung beo-
bachtet und auftretende Probleme dokumentiert. 
Die Nutzer waren grundsätzlich mit dem System zufrieden und konnten die 
gestellten Aufgaben lösen. Lediglich bei der Erweiterung der ersten Bei-
spielaufgabe traten einige Schwierigkeiten auf. Der Grund hierfür lag darin, 
dass für die Lösung der Beispielaufgabe lediglich die Programmierung in 
der Funktionsbausteinsprache genutzt wurde, während sich die Erweiterung 
sehr einfach in der Ablaufsprache umsetzen ließ. EasyKit startet standard-
mäßig mit der Anzeige der Oberfläche, in welcher mit der Funktionsbau-
steinsprache programmiert wird. Die Oberfläche, in welcher mit der Ab-
laufsprache gearbeitet wird, ist in einem separaten Reiter zu finden, welcher 
auf den ersten Blick nicht auffällt. Außerdem wurde die Programmierung in 
der Ablaufsprache während des Lösens der ersten Beispielaufgabe nicht 
thematisiert. Daher versuchten die Teilnehmer, das Problem in der Funkti-
onsbausteinsprache zu lösen, indem beispielsweise Zählschleifen oder Flip-
Flops genutzt wurden. Die entwickelten Lösungen waren somit zwar sehr 
kreativ, jedoch auch äußerst ineffizient. Alles in allem konnten Nutzer mit 
dem System aber sehr gut arbeiten und die jeweils gewünschte Funktionali-
tät realisieren. 
3.3.2 Tests mit Lehrern 
Nach der Entwicklung des EasyKit Starters wurden etwa 300 Stück davon 
an Hauptschulen, Realschulen, Gymnasien und Berufsschulen verlost. Für 
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die Lehrer an diesen Schulen wurden Schulungen (Workshops) angeboten, 
um das System kennen zu lernen. 
Durchführung 
Bei den Workshops erhielten die Lehrer eine Einweisung in das System und 
führten praktische Übungen durch, in welchen Aufgaben mit und ohne An-
leitung gelöst werden mussten. Zum Zweck der Evaluierung wurden am En-
de der Veranstaltung von insgesamt 83 Teilnehmern Fragebögen ausgefüllt. 
Darin wurden zunächst Informationen über die jeweilige Schulart und die 
unterrichteten Schulfächer erfragt. Außerdem sollte angegeben werden, ob 
an der Schule bereits Mikrocontroller genutzt werden und ob damit verbun-
dene Themen im Unterricht behandelt werden. Im Anschluss sollten die 
Lehrer die graphisch orientierte Programmierung und den Simulationsmo-
dus nach seiner Vorteilhaftigkeit beurteilen und dies nach Möglichkeit be-
gründen. Abschließend wurden die Lehrer gebeten, sich zur Durchführung 
des Workshops zu äußern und weitere Anmerkungen und Anregungen zu 
geben. 
Ergebnisse 
Das Feld der Teilnehmer der Schulungsveranstaltung setzte sich aus 31 Leh-
rern von Gymnasien, 21 Lehrern von Berufsschulen und 31 Lehrern von 
Haupt- und Realschulen zusammen. Allerdings ist hierbei zu erwähnen, dass 
sich vor allem technisch orientierte Schulen mit fachlich interessierten Leh-
rern beworben hatten, so dass die im Folgenden genannten Zahlen nur für 
solche Schulen zutreffend sind. Vor allem im Bereich der behandelten The-
mengebiete sind an nicht technisch ausgerichteten Schulen bedeutend gerin-
gere Zahlen zu erwarten. In Abbildung 30 ist dargestellt, welche mikrocon-
trollerbezogenen Themengebiete an den jeweiligen Schulen behandelt wer-
den.  
Dabei ist vor allem auffällig, dass lediglich 43% der Lehrer der Gymnasien 
angeben, dass an ihren Schulen bereits Mikrocontroller in der Ausbildung 
genutzt werden. Bei den Berufsschulen sind es hingegen bereits 75%. Das 
bedeutet, dass viele zukünftige Studenten während ihrer Schulzeit noch kei-
nen Kontakt zu Mikrocontrollern hatten, so dass sie sich während ihres Stu-



























Abbildung 30: Mikrocontrollerbezogene Themengebiete, welche an 
verschiedenen Schularten unterrichtet werden [BA2010a] 
Auf die Fragen, ob die Nutzung der graphisch orientierten Programmierung 
und des Simulationsmodus vorteilhaft im Unterricht sei, antwortete lediglich 
ein Lehrer negativ. Besonders bemerkt wurde, dass durch die Nutzung des 
Simulationsmodus nicht unbedingt jeder Schüler ein Starterboard zur Verfü-
gung haben muss, um die Software zu entwickeln. Außerdem erkannten vie-
le Lehrer, dass aufgrund der graphisch orientierten Programmierung ein an-
schauliches und einfaches Arbeiten mit Mikrocontrollern möglich ist, so 
dass die Schüler die grundsätzliche Struktur und Funktion mikrocontroller-
basierter mechatronischer Systeme, aber auch angrenzende Wissensfelder, 
wie die Regelungstechnik, leichter verstehen können, ohne zuvor die theore-
tisches Grundlagen dieser Fachgebiete erlernt haben zu müssen. 
Die einfache Nutzbarkeit des Systems wurde also von den Lehrern als posi-
tiv bewertet. Als Anregungen gaben mehrere Teilnehmer der Schulung je-
doch zu bedenken, dass momentan zu wenige Anwendungsmöglichkeiten 
zur Verfügung stehen, so dass an dieser Stelle noch einige Erweiterungen zu 
durchdenken sind. 
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3.3.3 Nutzertests mit Schülern 
Nachdem der EasyKit Starter zunächst von Experten aus Industrie und For-
schung sowie von Lehrern getestet wurde, erfolgten weitere Tests mit Schü-
lern, welche die eigentliche Zielgruppe des Systems darstellen. Dabei stan-
den zwei Aspekte im Fokus: 
 Zum einen sollte getestet werden, ob die Nutzer den EasyKit Starter mit 
nur wenig oder ganz und gar ohne domänenspezifisches Expertenwis-
sen nutzen können. Für den Fall, dass jedoch Expertenwissen erforder-
lich sei, sollte dieses festgehalten werden. 
 Zum anderen wurde untersucht, welches Wissen die Schüler während 
der Nutzung des Systems über den Aufbau, die Funktion und die Auf-
gaben mikrocontrollerbasierter mechatronischer Systeme sowie über 
deren Programmierung erlernen. Hierzu gehören beispielsweise der 
Aufbau unterschiedlicher Signalarten oder Grundlagen der Program-
mierung, wobei unter dem zweiten Punkt nicht das Erlernen einer Pro-
grammiersprache zu verstehen ist, sondern lediglich das Verständnis ei-
niger Programmierkonzepte und Strukturen, wie beispielsweise Schlei-
fen, Verzweigungen oder die Existenz spezifischer Datentypen. 
Ablauf des Nutzertests 
Für die Durchführung der Nutzertests konnten 49 Jungen und 50 Mädchen 
im Alter von 14 und 15 Jahren an einem Gymnasium gewonnen werden. 
Jeweils drei bis vier Schüler arbeiteten gemeinsam in einer Gruppe an einem 
System. Die Tests erfolgten im Klassenverband und wurden von drei älteren 
Schülern der Schule begleitet. Diese hatten sich bereits vorher intensiv mit 
dem System beschäftigt und unterstützten bei der Durchführung der Tests 
genauso wie bei der Bearbeitung der Fragebögen. 
Da das web-based Training theoretische Grundlagen vermittelt, der Nutzer-
test aber mit Nutzern ohne Vorwissen durchgeführt werden sollte, kam das 
web-based Training im Rahmen dieses Tests nicht zum Einsatz. Als moti-
vierende Einführung wurde den Schülern mit einfachen Beispielen vermit-
telt, was sich hinter den Begriffen der eingebetteten und der mechatroni-




in Berührung kommen. Dem schloss sich das vom Testleiter geführte Lösen 
der in EasyLab integrierten Beispielaufgaben an. Nach jeder gelösten Auf-
gabe, sollten die Schüler die jeweilige Anwendung erweitern. Die Bandbrei-
te der Aufgabenstellungen erstreckte sich von einem einfachen „Hello 
World“-Programm bis hin zur Drehzahlregelung des Motors des Applikati-
onsboards. 
Die Evaluierung erfolgte in Form eines Usability Tests, wie er in Abschnitt 
2.3.5 vorgestellt wurde. Dabei beobachteten die Tester die Nutzer, während 
diese die Aufgabenstellungen lösten. Beim Auftreten von Problemen wur-
den sie darum gebeten, das Problem und die damit verbundenen Bestandtei-
le der Oberfläche zu erklären, so dass eine vereinfachte Form der „Thinking 
Aloud“-Methode zu Einsatz kam. Die Erklärung der Bestandteile der Ober-
fläche war notwendig, um zu erkennen, ob die Nutzer bestimmte Dialoge so 
verstanden, wie dies von den Entwicklern vorgesehen war. Nach Abschluss 
des Tests füllten die Schüler Fragebögen aus und einige Schüler wurden in 
Form informeller Interviews zu einzelnen, ausgewählten Problemen befragt. 
Die Fragebögen sollten vor allem aufdecken, welche Bestandteile des 
EasyKit Starters die meisten Probleme verursachten. Diese Probleme konn-
ten im Verlauf der persönlichen Befragungen genauer spezifiziert werden 
und Lösungsansätze hierfür konnten gemeinsam mit den Schülern erarbeitet 
werden. Außerdem sollte in der Befragung geklärt werden, welche Aspekte 
des Themengebietes der mechatronischen Systeme die Schüler durch die 
Nutzung des Systems verstanden hatten. 
Testergebnisse 
Sämtliche Teilnehmer des Tests gaben an, dass sie sich vorher noch nie mit 
mikrocontrollerbasierten mechatronischen Systemen beschäftigt hätten. Al-
lerdings hatten bereits 32% der Schüler versucht, Software für PCs zu pro-
grammieren. 
Ein wichtiges Ergebnis war, dass sich etwa 20% der Schüler im Fragebogen 
gegen einen Einsatz im Unterricht aussprachen, wobei etwa die Hälfte dieser 
Schüler angab, dass sie sich keinen weiteren Verwendungszweck vorstellen 
könnten. Da dies bereits genauso von den Lehrern bemängelt wurde und zu-
dem den Einsatz des EasyKit Starters im Hobbybereich deutlich erschweren 
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würde, muss dieser Aspekt bei zukünftigen Versionen berücksichtigt wer-
den. 
Grundsätzlich kann aber gesagt werden, dass das System von den Schülern 
gut akzeptiert wurde. Im Fragebogen erklärten 83% der Schüler, dass die 
Arbeit mit dem System für sie interessant war, obwohl 31% angaben, dass 
sie im Verlauf des Nutzertests Hilfe benötigten. 
Die Auswertung der Fragebögen zeigte, dass annähernd die Hälfte der Prob-
leme auftrat, als während der Programmierung im Datenflussplan versucht 
wurde, Funktionsbausteine miteinander zu verbinden. Dieses Problem tritt 
auf, wenn der Datentyp des Ausgangs eines Funktionsbausteins nicht mit 
dem Datentyp des zu verbindenden Eingangs des folgenden Funktionsbau-
steins kompatibel ist. Zwar können, genau wie bei der textbasierten Pro-
grammierung, einige Datentypen ineinander überführt werden, bei allen ist 
dies allerdings nicht möglich. Beispielsweise ist es problemlos möglich, eine 
nicht vorzeichenbehaftete Integervariable mit 16bit Auflösung in eine ande-
re nicht vorzeichenbehaftete Integervariable mit 32bit Auflösung zu spei-
chern. Die entgegengesetzte Richtung ist nur unter bestimmten Bedingungen 
möglich und kann schnell zu Fehlern in der Berechnung führen. Auch das 
Speichern vorzeichenbehafteter Variablen in nichtvorzeichenbehaftete Vari-
ablen stellt ein Problem dar. Daher ist dies in EasyLab nicht möglich bezie-
hungsweise es muss ein spezieller Funktionsbaustein zur Datentypumwand-
lung genutzt werden. Das in EasyLab gewünschte Vorgehen ist allerdings, 
dass sich der Nutzer während der Programmierung selbstständig Gedanken 
über die Datentypauswahl macht und diese Auswahl konsistent umsetzt. 
Hierfür ist es allerdings unerlässlich, dass er die Eigenschaften der genutzten 
Datentypen kennt. 
Im Rahmen des Interviews erklärten die Schüler, dass sie vor allem an zwei 
Stellen scheiterten. Zunächst war es für viele Schüler gar nicht offensicht-
lich, dass der Datentyp unter bestimmten Umständen angepasst werden 
musste, aber auch wenn die Schüler dieses Problem erkannten, wussten sie 




Hierfür gibt es mehrere Gründe: 
 Natürlich ist es sinnvoll, dass inkompatible Ein- und Ausgänge nicht 
verbunden werden können. Allerdings erhält der Nutzer keine Rück-
meldung, warum die Verbindung nicht möglich ist. Eine aussagekräfti-
ge Fehlermeldung wäre an diesem Punkt wünschenswert. Außerdem ist 
der aktuell gewählte Datentyp nur zu erkennen, wenn der Nutzer den 
Dialog zur Parametrierung des Funktionsbausteins durch einen Doppel-
klick öffnet.  
 EasyLab ermöglicht die Arbeit auf den drei Komplexitätsstufen einfach, 
mittel und fortgeschritten. Je niedriger die Stufe, desto mehr komplexe 
Details werden ausgeblendet. Die Datentypauswahl steht nur im Fortge-
schrittenenmodus zur Verfügung, so dass bei der Arbeit im einfachen 
oder mittelschweren Modus gar keine Möglichkeit besteht, die Daten-
typen anzupassen. Für einige Aufgaben ist dies jedoch erforderlich. 
 Die Bezeichnungen der Datentypen in EasyLab basieren auf Standard-
typen, weshalb sie für Programmierer leicht zu verstehen sind. Da Be-
zeichnungen wie uint16 aber nicht im natürlichen Sprachgebrauch ge-
nutzt werden, sind sie für Einsteiger ohne Grundlagenwissen unver-
ständlich.  
Ein weiteres Problem zeigte sich, als die Schüler selbstständig ein Pro-
gramm so erweitern sollten, dass dieses zeitlich gesteuerte Abläufe ermög-
licht. Genau wie die in Abschnitt 3.3.1 vorgestellten Testnutzer aus Industrie 
und Forschung, wollten die Schüler den zeitlichen Ablauf mit Hilfe von 
Zählschleifen in der Funktionsbausteinsprache realisieren, obwohl die Pro-
grammierung in Ablaufsprache hierfür besser geeignet gewesen wäre. Die-
ses Problem trat bei etwa der Hälfte der Gruppen auf. Es zeigte sich, dass 
viele dieser Gruppen gar nicht realisiert hatten, dass das in der Funktions-
bausteinsprache programmierte Datenflussprogramm eigentlich nur ein Teil 
des Gesamtprogramms ist. Der Grund hierfür ist, dass nach dem Start von 
EasyLab nicht das Ablaufdiagramm im Vordergrund dargestellt wird, son-
dern ein Datenflussplan mit dem Namen „Step1“. Das Ablaufdiagramm be-
findet sich in einem zweiten Reiter im Hintergrund. Es besteht, wie in Ab-
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bildung 31 dargestellt, zu Beginn lediglich aus einem Initialisierungszu-
stand, welcher keine Anweisungen enthält und einem weiteren Zustand, 
welcher das Datenflussprogramm „Step1“ beinhaltet. Wie an den Bedingun-
gen an den gerichteten Verbindern in Abbildung 31 zu erkennen ist, wird 
der Initialisierungszustand einmal durchlaufen und danach direkt zum 
nächsten Zustand übergegangen. Dieser wird immer wieder wiederholt. 
Durch die Vorgabe dieses Ablaufdiagramms kann der Nutzer ein vollständig 
funktionierendes Programm erzeugen, indem er ausschließlich mit der Funk-
tionsbausteinsprache im Datenflussplan arbeitet. Für einfache Regelungs- 
und Steuerungsaufgaben ohne ereignisgesteuerte Abläufe ist dies ausrei-
chend. In anderen Fällen muss auch das Ablaufdiagramm erweitert werden. 
Dieser Aufbau ist für den Nutzer zunächst von Vorteil, da er sich beim Lö-
sen einfacher Aufgaben nicht um die Bearbeitung des Ablaufdiagramms 
kümmern muss. Allerdings tritt dieses in den Hintergrund und kann in dem 
zweiten Reiter leicht übersehen werden. Des Weiteren beschäftigt sich keine 
der sechs Beispielaufgaben mit der Entwicklung eines ereignisgesteuerten 
Ablaufdiagramms. Folglich wird während der Bearbeitung der Beispielauf-
gaben nicht mit der Ablaufsprache gearbeitet. 
 




Doch auch bei Schülern, welche das Ablaufdiagramm zur Programmierung 
nutzten, zeigten sich einige Schwierigkeiten. So vermuteten einige Teilneh-
mer zunächst, dass die einzelnen Zustände jeweils nur einmal durchlaufen 
werden und das Programm am Ende einfach anhält. Erst während der Simu-
lation des erzeugten Programms erkannten diese Schüler die eigentliche 
Funktionsweise. 
Des Weiteren wurde durch die Beobachtung der Schüler festgestellt, dass 
die Art der Erstellung des Ablaufdiagramms nicht sehr intuitiv ist. Grund 
hierfür ist, dass sich die Darstellung des Diagramms an der DIN 
61131 [DIN61131-3-2003] orientiert. Dadurch benötigten die Testnutzer 
mehrere Versuche, bis sie das gewünschte Ablaufdiagramm erstellt hatten. 
Neben der Spezifizierung der aufgetretenen Probleme sollte im Rahmen der 
Interviews auch untersucht werden, welches Wissen sich die Schüler wäh-
rend der Nutzung des EasyKit Starters aneigneten. Hierfür wurden den 
Schülern verschiedene Fragen über den Aufbau und die Funktionsweise der 
Hard- und Software des EasyKit Starters und allgemein von mechatroni-
schen Systemen gestellt. Die Befragung erfolgte in Form eines freien Inter-
views, für welches vorher keine speziellen Fragen festgelegt wurden. Es 
zeigte sich, dass die meisten Schüler die wichtigsten Aspekte der Program-
mierung verstanden hatten. Auch wenn sie die exakten Begriffe hierfür nicht 
nannten, so erkannten sie dennoch zum einen die Existenz von Schleifen 
und Verzweigungen, zum anderen aber auch die typischen Aufgabenstellun-
gen von mikrocontrollerbasierten mechatronischen Systemen. Hardwarebe-
zogene Aspekte wurden von den Schülern allerdings nur in geringem Maße 
verstanden. Vor allem die Existenz und Verarbeitung unterschiedlicher Sig-
nalarten sowie die Problematik unterschiedlicher Spannungsniveaus und 
Stromstärken erkannten sie nicht. So dachten beispielsweise einige Schüler, 
dass sie einen Gleichstrommotor direkt an einen analogen Ausgang des 
Starterboards anschließen könnten. Solche grundlegenden hardwarebezoge-
nen Probleme werden in EasyLab nicht betrachtet. Die Repräsentation der 
Hardware beschränkt sich auf die wichtigsten Funktionen der Mikrocontrol-
lerpins. Dies beinhaltet die Nutzung dieser Pins als analoge Eingänge, als 
digitale Ein- und Ausgänge oder als Flankenzähler. Ein Bezug zur ange-
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schlossenen spezifischen Hardware, wie zum Beispiel Motoren oder Senso-
ren, wird nicht hergestellt. 
Zusammenfassung der erkannten Probleme 
Im Folgenden werden die in den Nutzertest erkannten Probleme des EasyKit 
Starters noch einmal in Kurzform aufgezählt, da diese als Grundlage für die 
Weiterentwicklung dienten: 
 Aus Sicht der Lehrer und der Schüler ist der praktische Einsatzbereich 
beschränkt, so dass eine weitere Nutzung im Hobbybereich eher un-
wahrscheinlich ist. 
 Die Nutzer erkannten nicht, dass für ereignisgesteuerte Vorgänge die 
Ablaufsprache vorgesehen ist, da diese in den Hintergrund tritt, obwohl 
sie die Struktur des Hauptprogramms bestimmt. 
 Außerdem hatten sie Schwierigkeiten, die Funktionsweise des Ablauf-
diagramms richtig zu verstehen und dieses zu verändern. 
 Die Schüler trafen auf Probleme, da sie die genutzten Datentypen an-
passen mussten. Aus der Software war jedoch nicht ersichtlich, dass 
und wie dies zu erfolgen hat. 
 Hardwarebezogene Aspekte der Entwicklung mikrocontrollerbasierter 
mechatronischer Systeme wurden nur in geringem Umfang verstanden, 
da diese innerhalb der Software nicht thematisiert werden. 
3.4 Zusammenfassung 
Dieses Kapitel stellte zunächst die industrielle Version von EasyKit vor. Es 
wurde aufgezeigt, wie ein mechatronisches System mit der modularen 
Hardware und der Software EasyLab entwickelt und programmiert werden 
kann. Anschließend erfolgte die Beschreibung des EasyKit Starters, welcher 
Schülern das Thema der mechatronischen Systeme näherbringen kann. Die-
ser Abschnitt beinhaltete auch die Vorstellung der Anpassungen von 




web-based Trainings. Als Letztes wurden für den EasyKit Starter Ergebnisse 
von Nutzertests mit Experten, Lehrern und Schülern aufgeführt, wodurch 
verschiedene Defizite des bestehenden Systems aufgezeigt werden konnten. 
Es kann festgehalten werden, dass die beiden Systeme für die vorgesehenen 
Zwecke gut geeignet sind. Bei der industriellen Version von EasyKit kann 
mit den Abschlägen in Sachen Nutzerfreundlichkeit gut umgegangen wer-
den, da dieses System in erster Linie Entwicklungszeit sparen soll und vor 
allem von Nutzern mit Expertenwissen eingesetzt wird. Der EasyKit Starter 
kann in Verbindung mit dem web-based Training und einer fachkundigen 
Anleitung durch einen Lehrer auch sehr gut im Schulunterricht eingesetzt 
werden. Verschiedene Ansätze beider Systeme bilden daher eine gute 
Grundlage für die Weiterentwicklung zu einem flexiblen und plattformun-
abhängigen System, welches auch ohne Expertenwissen genutzt werden 
kann und somit auch im Hobbybereich einsetzbar ist. Die Ergebnisse der 





4 Erweiterte Entwicklungskonzepte 
Auf Basis der in Abschnitt 3.3 beschriebenen Testergebnisse des EasyKit 
Starters wurden neue Konzepte entwickelt, welche die Entwicklung mikro-
controllerbasierter mechatronischer Systeme im Hobbybereich ermöglichen. 
Dabei steht vor allem eine Unterstützung des Nutzers im Mittelpunkt, so 
dass dieser bei der Entwicklung kein domänenspezifisches Expertenwissen 
benötigt. Des Weiteren berücksichtigen die Konzepte die bereits angespro-
chenen Rahmenbedingungen der Plattformunabhängigkeit und der möglichst 
hohen Flexibilität bei der Programmierung. In diesem Kapitel werden An-
forderungen hierfür vorgestellt und entsprechende Umsetzungskonzepte 
vorgeschlagen. 
4.1 Drei-Ebenen-Konzept der Softwaremodellie-
rung 
In diesem Abschnitt wird die Möglichkeit diskutiert, Software auf unter-
schiedlichen Ebenen zu modellieren. Dabei wird auf der ersten Ebene die 
grundsätzliche Ablaufstruktur der Software festgelegt. Auf der zweiten Ebe-
ne wird die Funktionalität einzelner Elemente der ersten Ebene modelliert. 
Auf der dritten Ebene können neue Elemente für die zweite Ebene definiert 
werden. Im Folgenden werden die Ebenen und die Motivation für ihre Ein-
führung vorgestellt. Dabei wird zunächst von Beispielsystemen ausgegan-
gen, in welchen die Softwaremodellierung auf nur einer Ebene stattfindet. 
Schrittweise wird anschließend die Einführung der neuen Ebenen motiviert. 
Um das Verständnis der Anordnung der Ebenen und ihrer Beziehungen un-
tereinander für den Leser zu erleichtern, ist in Abbildung 32 eine Über-
blicksdarstellung zu finden. 
 




Abbildung 32: Darstellung der drei Ebenen der Programmierung 
und ihrer Abhängigkeiten 
In mehreren der unter Abschnitt 2.4 vorgestellten Entwicklungsumgebungen 
wird die Software für das mechatronische System allein mit Hilfe eines Ab-
laufdiagramms erstellt, wobei einzelne Softwareblöcke, wie in Abbildung 9 
dargestellt, hintereinander angeordnet werden. Diese Blöcke können zwar 
noch parametriert werden, ihre Grundfunktion ist jedoch stets die gleiche. 
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So gibt es in LEGO MINDSTORMS NXT beispielsweise einen Program-
mierblock, welcher zur Ansteuerung eines Motors genutzt wird. Soll sich 
der Motor drehen, so wird der Block in die Schrittfolge an die passende Stel-
le eingesetzt. Anschließend wird das Verhalten des Motors über Parameter 
festgelegt. Hierzu gehören zum Beispiel die Drehrichtung und die Drehdau-
er. Wird eine solche Ein-Ebenen-Darstellung genutzt, müssen sämtliche 
denkbaren Funktionen des Gesamtsystems bereits in den vorgefertigten Pro-
grammierblöcken implementiert sein. Existiert eine vom Nutzer gewünschte 
Funktion nicht, so muss diese von einem Experten implementiert werden 
oder bestimmte Aufgaben können nicht erfüllt werden. Wird Software für 
eine kontextspezifische Plattform, beispielsweise aus dem Bereich der Ro-
botik, entwickelt, so kann eine solche Programmierung sinnvoll sein. Für 
eine flexible und plattformunabhängige Entwicklung ist diese jedoch nicht 
geeignet. 
In EasyLab erfolgt daher die Programmierung in zwei hierarchischen Ebe-
nen. Die obere, erste Ebene ist dabei ereignisgesteuert, während die zweite 
Ebene datenflussorientiert ist. Wie bereits in Abschnitt 3.1.2 beschrieben, 
werden in der oberen Ebene Zustände festgelegt, welche durch gerichtete 
Verbinder miteinander verkoppelt werden. Jedem der Zustände wird ein Da-
tenflussplan zugewiesen, dessen Funktion auf der zweiten Ebene modelliert 
wird. Damit besitzen sie die gleiche Struktur, wie die in Abbildung 32 dar-
gestellten oberen beiden Ebenen. Die Programmierung mit diesen beiden 
Ebenen hat sich in den Nutzertests weitestgehend bewährt, weist aber noch 
verschiedene Schwachpunkte auf. Wie in den Abschnitten 3.3.1 und 3.3.3 
beschrieben, nutzten sowohl Experten als auch Schüler primär den Daten-
flussplan für die Programmierung, auch wenn eine Umsetzung im Ablaufdi-
agramm einfacher gewesen wäre. Hier liegt die Annahme nahe, dass der Da-
tenflussplan für die Testnutzer einfacher verständlich war als das Ablaufdia-
gramm. Jedoch zeigen Erfahrungen mit anderen Entwicklungsumgebungen, 
wie zum Beispiel LEGO MINDSTORMS NXT, dass die Ablaufsprache 
auch von jungen Schülern gut verstanden wird. Aus diesem Grund und weil 
die Programmierung ereignisgesteuerter Vorgänge durch die Nutzung der 
Ablaufsprache deutlich erleichtert wird, ist es sinnvoll, den grundlegenden 
strukturellen Aufbau des Mikrocontrollerprogramms in einem Ablaufdia-
gramm zu modellieren. Um dies für den Nutzer zu vereinfachen, wurden 
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andere Darstellungsformen untersucht, welche besser verständlich sind und 
eine dialogbasierte Unterstützung während der Erstellung des Diagramms 
ermöglichen. Die Ergebnisse dieser Untersuchung sind in Abschnitt 4.2 be-
schrieben. 
Auch die Nutzung von Datenflussplänen in der zweiten Ebene der Pro-
grammierung erwies sich als sinnvoll. Die Testnutzer verstanden die Funkti-
onsweise sehr schnell. Zudem ermöglicht die Kombination der ereignisge-
steuerten Modellierung der ersten Ebene mit der datenflussorientierten Mo-
dellierung dieser zweiten Ebene eine flexiblere Softwareentwicklung im 
Vergleich zur rein ereignisgesteuerten Programmierung. So können bei-
spielsweise mathematische Berechnungen innerhalb des Datenflussplans 
deutlich einfacher erstellt werden. Die mögliche Funktionalität eines zu 
entwickelnden mechatronischen Systems wird durch den Umfang der Funk-
tionsbausteinbibliothek eingeschränkt. Sind benötigte Funktionen nicht in 
Form eines Funktionsbausteins vorhanden, so wird ein Softwareentwickler 
mit domänenspezifischem Expertenwissen benötigt, um dies zu implemen-
tieren. Während der Entwicklung von Beispielanwendungen für EasyKit 
zeigte sich, dass regelmäßig neue Problemstellungen auftauchten, welche 
mit den vorhandenen Funktionsbausteinen nicht gelöst werden konnten. So 
wurde beispielsweise für eine Anwendung die Berechnung eines gleitenden 
Mittelwertes benötigt. Grundsätzlich war die Berechnung eines Mittelwertes 
auch vorher problemlos mit Hilfe von Additionen und einer Division mög-
lich. Allerdings müssen beim gleitenden Mittelwert Daten von einem Durch-
lauf in den folgenden übernommen werden. Außerdem muss berücksichtigt 
werden, dass beispielsweise im ersten Durchlauf nur ein Wert, im zweiten 
Durchlauf zwei Werte usw. existieren. Allerdings stand zu diesem Zeitpunkt 
keine Möglichkeit zur Zwischenspeicherung eines Datums für einen späte-
ren Durchlauf zur Verfügung. Daher musste ein neuer Funktionsbaustein 
erstellt werden. 
Um dem Nutzer ein vergleichsweise einfach nutzbares Werkzeug in die 
Hand zu geben, mit welchem er selbst neue Funktionsbausteine für den Da-
tenflussplan entwickeln kann, wurde eine dritte Ebene der Softwareentwick-
lung konzipiert. Im Folgenden werden hierfür die wichtigsten Anforderun-
gen sowie mögliche Umsetzungskonzepte vorgestellt und diskutiert. Dabei 
werden zunächst die Ansätze für die Gestaltung der dritten Modellierungs-
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ebene vorgestellt und näher erläutert. Anschließend wird diskutiert, welche 
Anforderung sich hieraus an die einzelnen Bestandteile des gewählten Mo-
dellierungsansatzes ergeben und mit welchen Umsetzungskonzepten diese 
erfüllt werden können. 
Anforderungen und mögliche Konzepte der dritten Modellierungsebene 
Die zentralen Anforderungen an die dritte Ebene sind: 
 Eine hohe Flexibilität in der Programmierung wird vorausgesetzt, da die 
Ebene eingeführt wurde, weil die bisherige Flexibilität zu gering war. 
 Auch Nutzer ohne Expertenwissen sollen Funktionsbausteine entwi-
ckeln können. Vor allem soll kein Wissen über eine textuelle Program-
miersprache benötigt werden. 
Auf der neu eingeführten dritten Ebene ist die Nutzung eines ablauforien-
tierten Ansatzes sinnvoll. Das bedeutet, dass die Befehle schrittweise nach-
einander ausgeführt werden, wobei auch Schleifen und bedingte Anweisun-
gen im Ablauf vorkommen können. Unerfahrene Nutzer werden diese Ebene 
zunächst nicht benötigen, da die meisten typischen Problemstellungen mit 
den standardmäßig vorgegebenen Funktionsbausteinen gelöst werden kön-
nen. Mit steigender Erfahrung wird der Nutzer jedoch auch auf weiterrei-
chende Problemstellungen treffen, welche mit den vorhandenen Funktions-
bausteinen entweder nur schwer oder gar nicht realisierbar sind. Die An-
wender der dritten Programmierebene sind demnach meist Nutzer, welche 
bereits Erfahrung mit der Programmierung auf den beiden oberen Ebenen 
gesammelt haben, so dass ein gewisses Grundlagenwissen vorausgesetzt 
werden kann. Grundsätzlich kann die Entwicklung entweder in einer graphi-
schen oder in einer textuellen Form erfolgen. Wird eine rein graphische 
Form gewählt, so ist eine möglichst einfache Darstellung eines Ablaufdia-
gramms sinnvoll, wie es in beispielhafter Form in Abbildung 33 dargestellt 
ist. Dabei werden die einzelnen Befehle in Form einer Kette nacheinander 
angeordnet. Anschließend werden diese parametriert, indem beispielsweise 
Bedingungen für die Verzweigungen eingegeben werden oder die Anzahl 
der Wiederholungen von Schleifen festgelegt wird. Der graphische Ansatz 
ist relativ einfach zu bedienen.  




Abbildung 33: Ablaufdiagramm zur Erstellung eines benutzerdefinierten 
Funktionsbausteins mit einer Schleife und einer Verzweigung 
Allerdings hat dieser den Nachteil, dass die mögliche Funktionalität des 
neuen Funktionsbausteins auf Kombinationen der vorhandenen Bausteine 
beschränkt ist. 
Wird eine rein textuelle Form der Darstellung gewählt, so muss der Nutzer 
den Quellcode selbst eingeben. Dies ist vergleichbar mit der Softwareent-
wicklung innerhalb einer textbasierten Entwicklungsumgebung. Im Ver-
gleich zu einer graphischen ist eine rein textuelle Darstellung deutlich 
schwieriger zu verstehen, da der Nutzer eine textbasierte Programmierspra-
che erlernen muss. Auch wenn diese Herangehensweise eine hohe Flexibili-
tät ermöglicht, ist sie im Rahmen eines Systems für Einsteiger nicht prakti-
kabel. 
Um die Vorteile sowohl der graphischen als auch der textuellen Darstel-
lungsform zu nutzen, wurde ein hybrides Konzept entwickelt, bei welchem 
Elemente beider Formen kombiniert sind. Der Quellcode des neu zu definie-
renden Funktionsbausteins wird dabei in textueller Form dargestellt, wäh-
rend die vorgegebenen Funktionsbausteine, aus welchen der neue Quellcode 
zusammengestellt wird, in graphischer Form vorliegen. 
Als Sprache kann beispielsweise C genutzt werden. Dies hat verschiedene 
Vorteile: 
 C kann auch von Nutzern ohne oder mit nur wenig Vorwissen ver-
gleichsweise einfach verstanden werden, da es nur wenige Schlüssel-
wörter besitzt, welche sich weitestgehend aus der natürlichen Sprache 
und üblichen mathematischen Ausdrücken ableiten. [BG2008] 
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 Im Bereich der mikrocontrollerbasierten Systeme ist C die am weitesten 
verbreitete Sprache, was unter anderem durch einen guten Kompromiss 
zwischen Lesbarkeit und generiertem Overhead begründet 
ist. [BST2010] 
 Trotz der Existenz vieler Dialekte orientieren sich diese an standardi-
siertem C. Die grundlegende Syntax ist daher plattformunabhängig. 
Grundsätzlich können natürlich auch andere Sprachen genutzt werden. Um 
jedoch in das vorliegende hybride Konzept aus graphischer und textueller 
Programmierung zu passen, sollte die genutzte Sprache möglichst einfach 
lesbar sein. 
Bestandteile des hybriden Ansatzes 
Um einen solchen Ansatz realisieren zu können, müssen verschiedene Be-
standteile existieren: 
 Eine Bibliothek von Befehlen in graphischer Form, 
 ein Quelltexteditor und 
 Werkzeuge, um die Arbeit mit den benötigten Variablen zu erleichtern. 
Im vorgestellten hybriden Ansatz kann die datenflussorientierte Funktions-
bausteinbibliothek aus der zweiten Ebene zur Modellierung des neuen be-
nutzerdefinierten Funktionsbausteins herangezogen werden. Dies hat den 
Vorteil, dass die Funktionsbausteine dem Nutzer bereits bekannt sind, so 
dass er sich nicht in eine neue Funktionsbausteinbibliothek einarbeiten 
muss. Hinzu kommt, dass auf diese Weise auch in einer vorherigen Sitzung 
erstellte nutzerdefinierte Funktionsbausteine weitergenutzt werden können. 
Die Funktionsbausteine der zweiten Ebene sind auf die Modellierung daten-
flussorientierter Programme ausgelegt. Hier soll jedoch ablauforientiert mo-
delliert werden. Um dies zu ermöglichen, muss die Funktionsbausteinbiblio-
thek um die Kontrollstrukturen der Wiederholung (z.B. for-Schleife) und der 
bedingten Ausführung (z.B. if-Anweisung) erweitert werden. 
Eine mögliche Implementierung mit einer geeigneten Anordnung der Be-
standteile ist in Abbildung 54 dargestellt. 




Ziel ist es, im Quelltexteditor den Quelltext für den neu zu definierenden 
Funktionsbaustein zu erstellen. Hierfür werden die Quelltexte der bereits 
existierenden Funktionsbausteine in der gewünschten Reihenfolge im Editor 
angeordnet, so dass diese später schrittweise abgearbeitet werden können. 
Um den Quellcode eines Funktionsbausteins auf einfache Weise einzufügen, 
steht die Funktionsbausteinbibliothek zur Verfügung. Hier muss lediglich 
der gewünschte Baustein gesucht und ausgewählt werden. Auf diese Weise 
wird der zugehörige Quellcode mit nur wenigen Aktionen an die vom Nut-
zer vorgegebene Position im Quelltexteditor eingefügt. 
Genau wie dies bei der graphischen Modellierung der Fall ist, besteht teil-
weise der Bedarf, die Datentypen der genutzten Variablen des eingefügten 
Funktionsbausteins festzulegen. Hier bietet sich die Nutzung eines zusätzli-
chen Dialogs an, welcher den Nutzer bei der Auswahl des korrekten Daten-
typs unterstützt. Dabei muss berücksichtigt werden, dass eine Variable unter 
Umständen auch mehrere Datentypen unterstützen kann. 
Um dem neuen nutzerdefinierten Funktionsbaustein eine sinnvolle Funktion 
zuzuweisen, reicht es allerdings nicht aus, die Datentypen der Variablen 
festzulegen. Weiterhin müssen Verknüpfungen zwischen den einzelnen Va-
riablen der eingefügten Quellcodeabschnitte hergestellt werden. In der gra-
phischen Darstellung der zweiten Ebene der Programmierung wird dies 
durch die Verbindung eines Ausgangsverbinders eines Funktionsbausteins 
mit einem Eingangsverbinder eines folgenden Funktionsbausteins realisiert. 
In der textuellen Darstellung der dritten Ebene muss dieses Problem auf an-
dere Weise gelöst werden. An dieser Stelle werden zwei unterschiedliche 
Ansätze vorgestellt, welche im Verlauf der Entwicklung analytisch mit Hilfe 
von Walkthrough-Verfahren (siehe Abschnitt 2.3.5) verglichen wurden. 
Der Vergleich mit Hilfe des kognitiven Walkthroughs erfolgte in Form eines 
explorativen Vorgehens, wobei der wahrscheinliche Handlungsablauf des 
Nutzers mit dem vom Entwickler vorgegebenen Handlungsablauf abgegli-
chen wurde und mögliche Fehlerquellen gesucht wurden [LW1997; 
Pat2000]. 
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Der erste Ansatz beinhaltet eine zusätzliche graphische Darstellung, in wel-
cher der Nutzer die Variablen miteinander verbinden kann, so wie er dies 
bereits aus dem Datenflussplan kennt. Der zweite Ansatz sieht vor, dass sich 
der Nutzer selbst vollständig um die Verwaltung der Variablen kümmern 
muss, wobei ihm hierfür einige Werkzeuge zur Verfügung gestellt werden. 
Der erste und rein graphische Ansatz wurde schnell als ungeeignet einge-
stuft, da die Kombination aus Kontrollstruktur- und Datenflussfunktionsbau-
steinen nur durch eine komplizierte mehrstufige Darstellung visualisiert 
werden könnte, was wiederum die Fehleranfälligkeit der Nutzung erhöhte. 
Außerdem erwies sich diese Darstellung nur als konsistent, solange keine 
manuellen Änderungen im Quelltext vorgenommen wurden. Ohne die Mög-
lichkeit solcher Änderungen reduziert sich jedoch die Flexibilität bei der 
Programmierung. 
Der zweite Ansatz ist dann gut nutzbar, wenn dem Nutzer verschiedene 
Werkzeuge zur Verfügung gestellt werden. Hierzu gehören Werkzeuge: 
 zur Zuordnung vorhandener Variablen zu den Ein- und Ausgängen des 
zu erstellenden Funktionsbausteins, 
 zum Umbenennen von Variablen, 
 zum Ersetzen einer Variable durch eine andere Variable und 
 zur Analyse des Quellcodes. 
Werden diese Bearbeitungswerkzeuge konsequent genutzt, können Ver-
knüpfungsfehler zwischen den Variablen vermieden werden, wobei dennoch 
eine hohe Flexibilität in der Programmierung gewährleistet ist. Es bleibt je-
doch festzuhalten, dass durch die textuelle Form immer noch ein erhöhtes 
Fehlerpotential vorliegt, weshalb komplexere Berechnungen nur von erfah-
renen Nutzern realisiert werden sollten, da die Entwicklung eines fehlerhaf-
ten Funktionsbausteins zu Fehlern im Datenflussplans führt. Ein Werkzeug 
zur Quellcodeanalyse kann die Wahrscheinlichkeit von Fehlern zwar redu-
zieren, jedoch kann auch dieses nicht alle Fehler finden. So werden logische 
Fehler, wie zum Beispiel das Vertauschen eines Plus mit einem Minus, ge-
wöhnlich nicht erkannt. 




Dem Nutzer steht mit dem oben vorgestellten Konzept bereits ein funktions-
fähiges Entwicklungssystem zur Verfügung. Dennoch sind hier verschiede-
ne Erweiterungen denkbar, um die Flexibilität zu erhöhen und die Nutzerun-
terstützung zu verbessern. So ist es beispielsweise sinnvoll, für erfahrene 
Nutzer die Möglichkeit des Einbindens zusätzlicher Bibliotheken zuzulas-
sen. Aber auch eine assistentenbasierte Unterstützung beim Implementieren 
serieller Datenverbindungen, um beispielsweise kostengünstige Sensoren 
abfragen zu können, ist vorstellbar. 
Kritische Betrachtung des vorgestellten Konzeptes 
Zusammengefasst werden in einer solchen Oberfläche die folgenden Ele-
mente kombiniert: 
 graphische Datenfluss- und Kontrollstrukturfunktionsbausteine, 
 textueller Quellcode, 
 Variablenmanipulation durch verschiedene Werkzeuge, 
 Werkzeuge zur Fehlersuche im Quellcode und 
 weitere Werkzeuge zur Integration zusätzlicher Bibliotheken und ande-
rer komplexer Funktionen 
Daraus resultieren verschiedene Vorteile: 
 Durch die Möglichkeit Funktionsbausteine für die Modellierung im Da-
tenflussplan zu erzeugen, erhöht sich die Flexibilität der Programmie-
rung für den Anwender. Vor allem können domänenspezifische Funkti-
onsbausteine erstellt werden, welche in späteren Aufgaben regelmäßig 
wiederverwendet werden können und somit die Entwicklung deutlich 
beschleunigen können. 
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 Für die Erstellung des nutzerdefinierten Funktionsbausteins sind keine 
oder nur wenige Programmierkenntnisse nötig. Der Nachteil einer jeden 
textuellen Programmiersprache ist, dass der Nutzer zunächst die Syntax 
erlernen muss, um überhaupt Quellcode schreiben zu können. Beim 
vorgestellten Konzept entfällt dies. Der Nutzer muss den Quellcode und 
seine grundlegende Syntax lediglich verstehen können, wenn er ihn 
liest. Dies kann durch das Einfügen von Kommentaren weiter verein-
facht werden. 
 Der Nutzer kann, während er den Funktionsbaustein erstellt, grundle-
gendes Wissen über die textuelle Programmierung erlangen. Dies bein-
haltet sowohl grundlegende Programmierstrukturen als auch die Syntax 
der genutzten Sprache. Natürlich werden auf diese Weise keine umfas-
senden Programmierkenntnisse vermittelt. Dennoch kann das so erlang-
te Wissen den Einstieg in die textuelle Programmierung erleichtern. 
 Durch die Möglichkeit der Integration vorhandener Bibliotheken kön-
nen erfahrene Nutzer bereits entwickelte Software weiternutzen und 
diese anderen Nutzern in Form von Funktionsbausteinen zur Verfügung 
stellen. 
Nachteile des Konzepts: 
 Komplexe Funktionsbausteine, welche beispielsweise zusätzliche 
Hardware auslesen sollen, können auch bei diesem Ansatz nur von 
Entwicklern mit Expertenwissen implementiert werden. Allerdings 
können diese Nutzergruppen vergleichsweise einfach neue Funktions-
bausteine entwerfen und anderen Nutzern zur Verfügung stellen. 
 Da die nutzerdefinierten Funktionsbausteine ablauforientiert program-
miert werden, können diese einen negativen Einfluss auf die Echtzeitfä-
higkeit des erstellten Mikrocontrollerprogramms haben. Ist Echtzeitfä-
higkeit vorausgesetzt, muss der Nutzer selbst darauf achten, dass diese 
Randbedingung durch seinen entwickelten Funktionsbaustein eingehal-
ten wird. 
114 4 Erweiterte Entwicklungskonzepte
 
 
4.2 Modellierung ereignisgesteuerter Abläufe 
Gerade im Hobbybereich ist es wichtig, dass ereignisgesteuerte Abläufe 
modelliert werden können. Dies entspricht sehr gut der weit verbreiteten 
Vorstellung von Aktion und Reaktion und ist daher sehr leicht nachvollzieh-
bar. Dieses Prinzip lässt sich sehr gut mit Hilfe eines Ablaufdiagramms mo-
dellieren [DIN61131-3-2003]. Deshalb werden Varianten des Ablaufdia-
gramms, wie bereits in Abschnitt 4.1 beschrieben, in vielen Entwicklungs-
umgebungen auf der obersten Entwicklungsebene eingesetzt. Auch in 
EasyLab ist dies der Fall. Da die Nutzer in EasyLab jedoch teilweise Prob-
leme hatten, die ereignisgesteuerten Vorgänge mit Hilfe des Ablaufdia-
gramms zu realisieren, wurden Untersuchungen vorgenommen, wie die Mo-
dellierung vereinfacht werden kann, ohne dabei jedoch die Flexibilität ein-
zuschränken. 
Erkannte Probleme 
Die in Abschnitt 3.3.3 bereits vorgestellten Probleme bei der Entwicklung 
eines Mikrocontrollerprogramms mit ereignisgesteuerten Abläufen lassen 
sich nach ihrer Signifikanz wie folgt einteilen: 
 Die Nutzer wussten nicht, dass das Ablaufdiagramm überhaupt existier-
te. 
 Die Nutzer erkannten nicht, dass die Möglichkeit bestand, die Ausfüh-
rungsdauer eines Zustands zu verändern. Dies ist jedoch ein wichtiger 
Punkt, um Abläufe mit festen zeitlichen Vorgaben, wie zum Beispiel 
Tastzeiten, modellieren zu können. 
 Das Einfügen neuer Zustände und Verzweigungen in das Ablaufdia-
gramm wurde von einigen Nutzern als wenig intuitiv angesehen. 
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 Während des Ausführens eines in EasyLab entwickelten Mikrocontrol-
lerprogramms wird der gerade aktive Zustand des Ablaufdiagramms so 
lange wiederholt, bis eine Bedingung an einem der angeschlossenen 
Ausgangsverbinder erfüllt ist. Die Nutzer verstanden zwar die Funktion 
der Bedingungen, nicht aber, dass der aktive Zustand immer wieder 
wiederholt wird. 
Der letzte Punkt ist als eher unkritisch anzusehen, da spätestens während der 
Simulation oder des Onlinedebuggings der Ablauf des Programms vom 
Nutzer erkannt wird. 
Der dritte Punkt repräsentiert ein typisches Problem der Nutzerfreundlich-
keit, weshalb eine Lösung des Problems anzustreben ist. 
Wirklich kritisch sind der erste und der zweite Punkt. Erkennt der Nutzer 
nicht, dass das Ablaufdiagramm existiert oder dass die Ausführungsdauer 
angepasst werden kann, so können ereignisgesteuerte Abläufe nur schwer 
realisiert werden. Da diese aber, wie bereits beschrieben, im Hobbybereich 
oft auftreten, muss eine Lösung gefunden werden. 
Die in EasyLab implementierte Darstellungsform der Ablaufsprache ist auf 
eine Programmierung auf Mikrocontrollerebene ausgelegt. Es können für 
jeden einzelnen Zustand innerhalb des Ablaufdiagramms Bedingungen zum 
Verlassen des Zustandes und eine Mindestausführungsdauer festgelegt wer-
den. In anderen Varianten des Ablaufdiagramms, wie zum Beispiel in 
LEGO MINDSTORMS NXT, können vergleichbare Randbedingungen nur 
mit zusätzlichem Aufwand implementiert werden. Bei der Programmierung 
auf Mikrocontrollerebene sind diese Abläufe jedoch oft wichtig, um ereig-
nisgesteuerte Vorgänge zu realisieren. Es ist daher sinnvoll, die Sprache 
grundsätzlich beizubehalten. Jedoch sollte die Darstellung und die Erstel-
lung des Ablaufdiagramms angepasst werden, um die oben genannten Prob-
leme zu lösen. Die im Folgenden vorgestellten Lösungen wurden in der Dis-
kussion mit Testnutzern erarbeitet, nachdem die in Abschnitt 3.3 vorgestell-
ten Tests durchgeführt wurden. 




Zunächst ist es wichtig, dass die Nutzer die Existenz des Ablaufdiagramms 
erkennen. In EasyLab wird dem Nutzer ein bereits funktionsfähiges Ablauf-
diagramm vorgegeben. Da sich dieses in einem Reiter im Hintergrund be-
findet und für die Erstellung eines Mikrocontrollerprogramms, welches kei-
ne ereignisgesteuerten Abläufe benötigt, nicht manipuliert werden muss, ist 
seine Existenz nicht sofort ersichtlich. Zur Lösung des Problems sollte das 
Ablaufdiagramm während der Programmierung immer im Vordergrund er-
kennbar sein. Zudem sollte kein bereits funktionsfähiges Ablaufdiagramm 
vorgegeben werden. Besser ist es, dieses vom Nutzer selbst erstellen zu las-
sen, wobei ihm eine dialogbasierte Unterstützung zur Seite gestellt wird. 
Auf diese Weise kann auch ein unerfahrener Nutzer sehr schnell die Vorteile 
und Einsatzmöglichkeiten der ereignisgesteuerten Programmierung verste-
hen. 
Ein zusätzlicher Vorteil dieses Ansatzes ist, dass im Rahmen der dialogba-
sierten Unterstützung auch die Ausführungszeit abgefragt werden kann. 
Somit ist auch dieses Problem bereits gelöst. Allerdings sind hierfür auch 
andere Ansätze denkbar, wie zum Beispiel die Anzeige der Ausführungs-
dauer direkt im Ablaufdiagramm. 
Um das Erstellen des Ablaufdiagramms zu erleichtern, ist es zweckmäßig, 
die Darstellung der einzelnen Elemente zu überdenken. In EasyLab werden 
die Zustände und die zugehörigen Verbinder, wie in der Informatik üblich, 
als separate Bestandteile betrachtet. In Abbildung 34 ist ein Beispiel-
Ablaufdiagramm aus EasyLab mit den zugehörigen Bearbeitungswerkzeu-
gen (links neben dem Diagramm) gezeigt. Um das Ablaufdiagramm zu ver-
ändern, muss der Nutzer zunächst die Stelle auswählen, an welcher er ein 
neues Element, also einen Zustand oder einen Verbinder, einfügen möchte. 
Anschließend wählt er das entsprechende Werkzeug aus, wodurch das ge-
wünschte Element eingefügt wird. Die umliegende Struktur passt sich auto-
matisch an. 




Abbildung 34: Ablaufdiagramm in EasyKit 
Dieses Vorgehen bei der Erstellung des Ablaufdiagramms ist aus einer in-
formatiknahen Sichtweise abgeleitet. Sie bietet den Vorteil, dass aus dem so 
erzeugten Diagramm sehr leicht effizienter Quellcode erzeugt werden kann. 
Die Diskussion mit den Testnutzern ergab jedoch, dass eine freie Gestaltung 
des Ablaufdiagramms, zum Beispiel mit Drag-and-Drop-Methoden, vorzu-
ziehen sei. Um dies möglichst einfach zu realisieren, wird die separate Be-
trachtungsweise der Zustände und Verbinder aufgegeben und jeweils ein 
Zustand und die zugehörigen anschließenden Verbinder werden als eine 
Einheit betrachtet. Dies ermöglicht eine einfache dialogbasierte Unterstüt-
zung. 
Eine solche dialogbasierte Unterstützung biete verschiedene Vorteile, da mit 
ihrer Hilfe auch Sachverhalte, welche für Einsteiger nur schwer verständlich 
sind, leichter dargestellt werden können. So kann der Nutzer beispielsweise 
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bei der Eingabe der Bedingungen an den Ausgangsverbindern der Zustände 
unterstützt werden, wodurch fehlerhafte Eingaben vermieden werden kön-
nen. Außerdem kann der Nutzer beim Einfügen eines neuen Zustands in das 
Ablaufdiagramm dialogbasiert auswählen, ob er einen bereits vorhandenen 
Datenflussplan mit dem Zustand verknüpfen möchte oder ob automatisch 
ein neuer Datenflussplan angelegt und dem Zustand zugeordnet werden soll. 
Ein solches Vorgehen veranschaulicht dem Nutzer den Zusammenhang zwi-
schen dem Ablaufdiagramm und den Datenflussplänen. Eine mögliche Im-
plementierungsvariante des Ablaufdiagramms ist in Abbildung 46 darge-
stellt. 
Quellcodeerzeugung 
Wie bereits beschrieben, stellt das Ablaufdiagramm die obere Ebene in der 
Programmierung dar. Seine Beschaffenheit ist daher verantwortlich für den 
grundsätzlichen strukturellen Aufbau des zu entwickelnden Mikrocontrol-
lerprogramms. Die Datenflusspläne bestimmen hingegen die Funktionalität 
einzelner Elemente des Programms. Dies entspricht dem typischen Aufbau 
einer Software, welche nach dem Paradigma der strukturierten Programmie-
rung erstellt wurde. Mit der Programmiersprache C, welche hier als Mittel 
der Wahl angesehen wird, lässt sich eine strukturierte Programmierung gut 
realisieren. Wird mit Hilfe der Quellcodeerzeugung aus der graphischen 
Darstellung ein textuelles Programm erstellt, so ist es daher sinnvoll die 
Trennung zwischen dem Ablaufdiagramm und den Datenflussplänen beizu-
behalten. 
Aus der Struktur des Ablaufdiagramms wird daher die „main“-Funktion des 
C-Programms generiert. Diese Funktion stellt den Einsprungspunkt dar und 
wird somit beim Start des Programms ausgeführt. Am Anfang der „main“-
Funktion müssen die folgenden Aktionen ausgeführt werden: 
 Deklaration der globalen Variablen 
 Zuweisen der Standardwerte der globalen Variablen 
 Initialisierung des Timers 
 Initialisierung weiterer Komponenten, wie der Interruptroutinen und der 
Kommunikation 
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Anschließend wird eine Schleife eingefügt, deren Abbruchbedingung nie 
erfüllt wird, so dass sie nicht wieder verlassen wird. In dieser Schleife wird 
die eigentliche Struktur des Ablaufdiagramms unter Berücksichtigung der 
Weiterleitungsbedingungen und der zeitlichen Restriktionen der Zustände 
erzeugt. Als erstes wird dabei immer der Initialisierungszustand ausgeführt. 
Nach jedem Ausführen eines Zustands muss zunächst geprüft werden, ob 
die vom Nutzer voreingestellte Ausführungszeit bereits erreicht wurde. Ist 
dies nicht der Fall, so wartet der Mikrocontroller an dieser Stelle. Liegt die 
vom Nutzer gewünschte Ausführungszeit oberhalb der tatsächlichen Aus-
führungszeit des Zustands, so kann auf diese Weise eine bestimmte Tastzeit 
vorgegeben werden, was beispielsweise in der Regelungs- und Automatisie-
rungstechnik häufig benötigt wird. Weiterhin wird getestet, ob eine Bedin-
gung an einem Ausgang des Zustands erfüllt ist. Ist dies der Fall, so wird der 
an diesem Ausgang angeschlossene Zustand für die Ausführung im nächsten 
Durchlauf vorgemerkt. Ist dies nicht der Fall, so wird der aktuelle Zustand 
erneut ausgeführt. 
Die Ausführung eines Zustands bedeutet gleichzeitig die Ausführung des 
ihm zugeordneten Datenflussplans. Für jeden Datenflussplan muss dabei 
eine neue Funktion angelegt werden, welche aus der „main“-Funktion her-
aus ausgeführt wird. Der Quellcode kann hier vergleichsweise einfach und 
effizient generiert werden, indem im Datenflussplan untersucht wird, welche 
Funktionsbausteine entweder in die Berechnung von globalen Variablen o-
der von hardwarenahen Funktionsbausteinen eingehen. So entstehen Be-
rechnungsketten, deren Quellcode anschließend nur noch in die Funktion 
eingefügt werden muss. Dabei müssen Überschneidungen zwischen unter-
schiedlichen Berechnungsketten berücksichtigt und die Variablen der Aus-
gänge der Funktionsbausteine mit den Variablen des Eingangs des jeweils 
folgenden Funktionsbausteins gleichgesetzt werden. 
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4.3 Integrierte Entwicklung von Hard- und Soft-
ware 
Während bei der Entwicklung moderner PC-Software oft keine Betrachtung 
der angeschlossenen Peripherie des Computers notwendig ist, muss dieser 
Aspekt bei der Entwicklung mikrocontrollerbasierter mechatronischer Sys-
teme berücksichtigt werden. Diese Herangehensweise wird heute als inte-
grierte Hardware/Software-Entwicklung bezeichnet. Die meisten Hersteller 
von Entwicklungsplattformen für mechatronische Systeme beachten dies, 
indem sie ihre Plattform modular aufbauen, so dass der Mikrocontroller mit 
seinen Schaltkreisen ein zentrales Modul darstellt, welches mit vorgefertig-
ten Peripheriemodulen erweitert werden kann. Die Peripheriemodule bein-
halten verschiedene Sensoren und Aktoren, so dass ein mechatronisches 
System aufgebaut werden kann. Beispiele hierfür wurden in Abschnitt 2.4 
vorgestellt. Ein solches Vorgehen widerspricht jedoch der hier gewünschten 
Zielstellung der Plattformunabhängigkeit. Daher muss im vorliegenden Fall 
bei der integrierten Hardware/Software-Entwicklung von rein modulbasier-
ten Ansätzen Abstand genommen werden. Nur so können unterschiedliche 
Plattformen mit einer Vielzahl unterschiedlicher Sensoren und Aktoren 
kombiniert werden. Dies bedeutet jedoch, dass der Nutzer bei der Schal-
tungsentwicklung unterstützt werden muss, um den Mikrocontroller zum 
einen überhaupt in Betrieb nehmen zu können und zum zweiten die Zerstö-
rung von Komponenten des Systems durch unsachgemäße Verschaltung zu 
verhindern. Vor allem das Herstellen elektrischer Verbindungen zwischen 
Sensoren, Aktoren und dem Mikrocontroller ist sehr fehleranfällig und kann 
bei falschem Aufbau zur Zerstörung angeschlossener Bauteile führen. Um 
auch Nutzern ohne elektrotechnisches Fachwissen die Nutzung des Systems 
zu ermöglichen, ist es notwendig, vor solchen Fehlern zu warnen und Vor-
schläge für funktionsfähige Schaltungen zu liefern. 
4.3.1 Modellierung der Entwicklungsplattform 
Zentraler Bestandteil eines modernen mechatronischen Systems ist die in-
formationstechnische Plattform. Darunter versteht man ein elektronisches 
System, in welchem eine Datenverarbeitung stattfindet, also beispielsweise 
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ein Mikrocontroller, ein Evaluierungsboard, ein Industrie-PC oder eine 
Speicherprogrammierbare Steuerung. Ihre Leistungsfähigkeit und ihre Peri-
pherie haben einen entscheidenden Einfluss auf den möglichen Aufbau des 
mechatronischen Systems. Daher muss der Nutzer die unterschiedlichen 
Hardwareplattformen beim Anlegen des Projekts auswählen können. Die 
Auswahl kann dabei eingeschränkt werden, indem der Nutzer vorgibt, wie 
viele analoge und digitale Signale im System verarbeitet werden sollen, wo-
raufhin nichtkompatible Plattformen ausgeblendet werden. Um eine mög-
lichst hohe Flexibilität zu gewährleisten, müssen dabei auch verschiedene 
Plattformtypen unterstützt werden. Das bedeutet, dass neben einfachen Mik-
rocontrollern auch Evaluierungs- und Testboards berücksichtigt werden 
müssen. 
Im industriellen Bereich ist oft die Flexibilität vorhanden, um zwischen un-
terschiedlichen Plattformen mit unterschiedlicher Peripherie wechseln zu 
können. Diese Möglichkeit besteht im Hobbybereich oft nicht. Beim Ein-
stieg in die Programmierung von Mikrocontrollern erfolgt hier die Auswahl 
des ersten Mikrocontrollers oft durch Empfehlungen Dritter. Meist nutzen 
die Anwender Mikrocontroller dieser Familie später weiter, da sie bei-
spielsweise nur einen bestimmten Programmieradapter zur Verfügung ha-
ben. Aus diesem Grund muss dem Nutzer beim Anlegen eines neuen Pro-
jekts eine möglichst große Auswahl unterschiedlicher Plattformen verschie-
dener Hersteller zur Verfügung gestellt werden. 
Das in der Software hinterlegte Modell der Plattform muss verschiedene 
Angaben über dessen nutzbare Funktionalität beinhalten, da sie Auswirkun-
gen auf die Kompatibilität zu Sensoren und Aktoren hat. Folgende Informa-
tionen müssen vorhanden sein: 
 Anzahl der nutzbaren Anschlüsse der Plattform 
 Unterstützte Spannungen und Spannungsbereiche 
 Maximale bereitstellbare Stromstärke 
Und für jeden einzelnen Anschluss der Plattform: 
 Mögliche Richtung (Input, Output, Beide) 
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 Integrierte Peripherie (Analog-Digital-Wandler, Schaltung zur Erzeu-
gung eines pulsweitenmodulierten Signals, Flankenzähler, …) 
 Existenz von Pull-Up- oder Pull-Down-Widerständen 
Für die integrierte Peripherie müssen weitere Informationen über die Wei-
terverarbeitung der Signale bereitgestellt werden. Beim Analog-Digital-
Wandler ist dies beispielsweise die Berechnungsvorschrift, wie aus dem 
Spannungssignal ein digitalisierter Wert entsteht, welcher in Form eines un-
terstützten Datentyps innerhalb der Entwicklungsumgebung weitergenutzt 
werden kann. 
4.3.2 Inbetriebnahme und Programmierung der informati-
onstechnischen Plattform 
In dieser Arbeit werden Mikrocontroller und mikrocontrollerbasierte Evalu-
ierungsboards als informationstechnische Plattform genutzt. Diese besitzen 
meist die Eigenschaft, dass sie nur mit Hilfe zusätzlicher Schaltungen pro-
grammiert und in Betrieb genommen werden können. Daher muss dem Nut-
zer das Wissen zur Erstellung dieser Schaltungen zur Verfügung gestellt 
werden. 
Die Informationen müssen für Nutzer ohne Expertenwissen aufbereitet wer-
den, wobei die folgenden Inhalte wichtig sind: 
 Schaltpläne für die Programmierung und den Betrieb des Mikrocontrol-
lers 
 Legende für alle im Schaltplan genutzten Komponenten (Kondensato-
ren, Widerstände, Quarze, …) mit Schaltsymbol, Bezeichnung und 
eventuell Bild 
 Informationen über die grundlegenden Funktionen der genutzten Kom-
ponenten 
 Beschriftung der Pins des Mikrocontrollers, so dass der Nutzer die Ver-
bindung zwischen der Hardware und der Repräsentation der Hardware 
in der Entwicklungsumgebung erkennt 
 Informationen über nutzbare Programmieradapter 
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 Informationen über Anforderungen an die Spannungsversorgung 
 Allgemeine Informationen über die Handhabung elektronischer Bautei-
le, zum Beispiel in Bezug auf statische Aufladung 
Die Informationen werden in diesem Umfang nur benötigt, wenn ein reiner 
Mikrocontroller als Plattform genutzt wird. Wird hingegen ein Evaluie-
rungsboard eingesetzt, so beinhaltet dieses im Normalfall bereits die wich-
tigsten Schaltungen. Die zur Inbetriebnahme benötigten Informationen redu-
zieren sich daher auf ein Minimum. 
4.3.3 Modellierung der Sensoren und Aktoren 
Um den Nutzer beim Anschließen von Sensoren und Aktoren unterstützen 
zu können, muss die Möglichkeit bestehen, Hardware innerhalb der Ent-
wicklungsumgebung nachzubilden. Das bedeutet, dass einzelne Hardware-
bestandteile in Form einer Bibliothek zur Verfügung gestellt werden, so dass 
der Nutzer diese frei zusammenstellen und miteinander verbinden kann, um 
so die Funktionalität der Hardware zu modellieren. Wirklich relevant sind 
dabei allerdings nicht die mechanischen, optischen oder chemischen Eigen-
schaften der Hardware, sondern nur die elektrischen Schnittstellen der Sen-
soren und Aktoren. 
4.3.3.1 Testaufbauten aus dem Hobby- und Freizeitbereich 
Um einen Überblick zu erhalten, welche Schnittstellen im Hobby- und Frei-
zeitbereich oft genutzt werden, wurde mit Unterstützung von Nutzern aus 
diesem Bereich eine Vielzahl von Beispielanwendungen zusammengetragen 
und untersucht. Davon wurden einige Versuche zu Testzwecken realisiert. 
Diese werden im Folgenden kurz vorgestellt. 
Gewächshausdemonstrator 
In Gewächshäusern lassen sich grundsätzlich sehr viele Anwendungsmög-
lichkeiten für die Regelungstechnik finden. Der Einsatz von mikrocontrol-
lerbasierten Systemen erscheint hier sinnvoll, da oft nur geringe Datenmen-
gen verarbeitet werden müssen. Im industriellen Bereich existiert bereits 
eine Vielzahl unterschiedlicher Lösungen. Im Hobbybereich ist dies nur 
teilweise der Fall. So stehen verschiedene Bewässerungssysteme zu bezahl-
baren Preisen zur Verfügung. Verdunklungssysteme zum Schutz gegen 
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übermäßige Sonneneinstrahlung sind jedoch noch vergleichsweise teuer, 
obwohl sie aus nur wenigen handelsüblichen Komponenten bestehen. Im 
Demonstrator eines Gewächshauses, welches in Abbildung 35 dargestellt ist, 
wurde daher ein solches vollautomatisiertes Verdunkelungssystem instal-
liert. 
Es wird ein kostengünstiger Lichtsensor genutzt, welcher oft im Hobbybe-
reich eingesetzt wird. Die Verdunklung erfolgt durch eine handelsübliche 
Jalousie. Diese kann zum einen durch einen Motor geöffnet und geschlossen 
werden, zum anderen können die Lamellenwinkel durch einen weiteren Mo-
tor angepasst werden. Als informationstechnische Plattform wird die indust-
rielle Version von EasyKit genutzt. 
 
 
Abbildung 35: Gewächshausdemonstrator zur Regelung des Lichteinfalls 




In Gesprächen mit Nutzern aus dem Hobby- und Freizeitbereich zeigte sich, 
dass diese bereits oft den Gedanken hatten, das Raumklima innerhalb ihrer 
Wohnungen und Häuser zu regeln, wobei vor allem der Wunsch nach einer 
ausgewogenen relativen Luftfeuchte, einer angenehmen Temperatur und 
einer angemessenen Frischluftzufuhr bestand. Allerdings hatte aufgrund der 
nicht vorhandenen oder zu teuren Aktorik noch keiner der Befragten ein sol-
ches Regelungssystem realisiert. Die Überwachung der Raumklimawerte 
war hingegen weit verbreitet. Dabei konzentrierten sich die Nutzer aus dem 
Hobby- und Freizeitbereich vorrangig auf die Messung der Luftfeuchte und 
der Temperatur, da hierfür mit dem SHT11 der Firma Sensirion [Sen2013] 
ein sehr kostengünstiger Sensor zur Verfügung steht, welcher durch ver-
schiedene frei im Internet erhältliche Softwarebibliotheken vergleichsweise 
einfach in Betrieb zu nehmen ist. 
Dieser Sensor wurde von fast allen befragten Nutzern eingesetzt. Der Bedarf 
an Frischluft wurde jedoch nicht überwacht, was wiederum durch die ver-
gleichsweise hohen Preise der benötigten Sensoren begründet wurde. Es 
wurden daher zwei unterschiedliche Systeme zur Raumklimaüberwachung 
aufgebaut. Das erste besteht aus dem genannten Sensor von Sensirion, wäh-
rend das zweite einen kombinierten Kohlenstoffdioxid-, Luftfeuchte- und 
Temperatursensor besitzt. Das zweite System ist in Abbildung 36 darge-
stellt. 
Der Sensor des dargestellten Systems stellt für jede der drei physikalischen 
Größen eine analoge 0…10 V Schnittstelle bereit. Diese wird vom Mikro-
controller ausgelesen und über eine serielle Schnittstelle an das Display wei-
tergeleitet. Das Display entstand in der vorliegenden Version noch im Ei-
genbau. Die Erfahrungen mit Nutzern im industriellen und im Hobbybereich 
zeigten, dass solche oder vergleichbare Darstellungsmöglichkeiten für Daten 
in vielen Anwendungen benötigt werden. Daher wurde für EasyKit ein Mo-
dul zum Anschluss einer Flüssigkristallanzeige entwickelt. 




Abbildung 36: Raumklimaüberwachungssystem zur Messung und Anzeige 
von Kohlenstoffdioxidgehalt, relativer Luftfeuchte und Temperatur 
Modelleisenbahn 
Eine der befragten Personen hatte in seinem Keller eine Modelleisenbahn-
landschaft errichtet. Diese bestand aus drei elektrisch voneinander unabhän-
gigen Gleisabschnitten, welche sich untereinander kreuzten. Über Licht-
schranken und Transistorschaltungen wurden die Versorgungsspannungen 
der einzelnen Stromkreise so an und ausgeschaltet, dass Kollisionen vermie-
den werden konnten. 
Diese komplexe Logikschaltung wurde im Rahmen der hier vorgestellten 
Arbeit durch einen Mikrocontroller ersetzt. Dies ermöglichte eine deutliche 
Erweiterung des realisierbaren Funktionsumfangs der Elektronik, so dass 
zum Beispiel die Geschwindigkeit der Züge über Pulsweitenmodulation ge-
steuert werden konnte. 




Für eine private Zimmerdisko wurde ein Beleuchtungssystem mit einer Dis-
kokugel gebaut. Die im Spielwarenhandel gekaufte Diskokugel wurde an 
einen Gleichstrommotor montiert. Der Motor und mehrere lichtemittierende 
Dioden (LEDs) unterschiedlicher Farben sind mit dem Mikrocontroller ver-
bunden. Dieser ist so programmiert, dass die LEDs und der Motor in vorge-
gebenen Zeitabständen an- und ausgeschaltet werden. Über Schalter kann 
zwischen unterschiedlichen Beleuchtungssequenzen gewählt werden. 
4.3.3.2 Akademische und industrielle Testaufbauten 
Neben den oben vorgestellten Anwendungen aus dem Freizeit- und Hobby-
bereich wurden auch einige akademische und industrielle Anwendungen 
realisiert und untersucht, welche im Folgenden kurz beschrieben werden. 
Pumpentestsystem 
In einem Testsystem sollten Pumpen zur Förderung verschiedener Flüssig-
keiten unter variierenden realistischen Lastbedingungen geregelt werden. In 
Abbildung 37 ist der Teststand dargestellt. 
Die Pumpe selbst wird über einen Frequenzumrichter angesteuert. Diesem 
wird ein Signal im Bereich von 0…10 V vorgegeben, nach welcher der Fre-
quenzumrichter am Motor die entsprechende Drehzahl einstellt. Die Lastbe-
dingungen werden durch jeweils ein Proportionalventil auf der Druckseite 
und der Saugseite realisiert. 
Um Tests bei unterschiedlichen Flüssigkeitstemperaturen durchführen zu 
können, wurde ein Heizelement im System installiert. In sehr kurzer Entfer-
nung zur Pumpe werden auf der Druck- und auf der Saugseite die Drücke 
mit Hilfe industrieller Drucksensoren gemessen. In etwas größerer Entfer-
nung zur Pumpe befinden sich zwei Temperatursensoren, welche in Verbin-
dung mit dem Heizelement für die Einhaltung der gewünschten Temperatur 
des Mediums genutzt werden. Außerdem befindet sich auf der Druckseite 
ein Durchflusssensor. Zum Auslesen der Sensoren und zum Ansteuern der 
Aktoren wird die elektronische Hardware des industriellen EasyKit-Systems 
genutzt. 




Abbildung 37: Teststand für die Vermessung und Regelung von 
Pumpen unter variierenden realistischen Lastbedingungen 
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Dieser Aufbau ermöglicht die Simulation vieler verschiedener Last- und 
Fehlerfälle, wie zum Beispiel schwankende Abnahmemengen beim Ver-
braucher oder ein zu langsames Nachfließen des geförderten Mediums auf 
der Saugseite. 
Kalibrier- und Testsystem für Außenluftdurchlässe 
In einem Projekt des Fachgebietes Systemanalyse der Technischen Universi-
tät Ilmenau wurde ein vollautomatisierter Außenluftdurchlass entwickelt. 
Dieser ermöglicht die Regelung der Luftwechselrate zwischen Innenräumen 
und Umgebung. Hierfür wird anhand der im System gemessenen Geschwin-
digkeit der strömenden Luft der Öffnungswinkel einer Klappe verändert. 
Für den Test des Gesamtsystems und für die Kalibrierung des Sensors wur-
de ein Teststand entwickelt. Während der Testphase wurde der Aufbau ge-
nutzt, um Außenluftdurchlässe mit unterschiedlichen Schallschutzinstallati-
onen zu untersuchen. Es wurde getestet, wie sich der Schallschutz auf den 
Luftwiderstand auswirkt und ob die in der DIN 1946-6 [DIN1946-6-2009] 
festgesetzten Mindestanforderungen des Luftdurchsatzes bei vorgegebenem 
Differenzdruck erfüllt sind. 
Das Testsystem ist in Abbildung 38 dargestellt. Im unteren Bereich befindet 
sich die Testkammer mit einem Einschubschlitz für den Außenluftdurchlass. 
An der Testkammer ist ein Sensor befestigt, welcher den Differenzdruck 
zwischen Innenraum und Umgebung misst. Zum Absaugen oder Einblasen 
der Luft wurde ein handelsüblicher PC-Ventilator installiert. Über ein etwa 
zwei Meter langes Rohr konstanten Durchmessers ist dieser mit der Test-
kammer verbunden. Auf diese Weise besteht innerhalb des mittleren Be-
reichs des Rohres eine weitgehend laminare Strömung. Hier kann die Fluss-
geschwindigkeit sehr präzise bestimmt werden. Fluiddynamische Simulatio-
nen zeigten, dass die Strömung in diesem Abschnitt des Rohres, bis auf ei-
nige Randzonenbereiche, tatsächlich weitgehend laminar ist. Der Mikrocon-
troller wertet das Signal des Differenzdrucksensors aus und regelt den Ven-
tilator über ein pulsweitenmoduliertes Signal. Anschließend kann die Strö-
mungsgeschwindigkeit mit einer separaten Sonde gemessen werden. 




Abbildung 38: Teststand für Außenluftdurchlässe 
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Bei der Kalibrierung des Strömungssensors erfolgte ein ähnliches Vorgehen. 
Es wurden unterschiedliche Drehzahlen für den Ventilator und unterschied-
liche Stellwinkel für die Klappe eingestellt. Die so erfassten Messkurven 
beschreiben den Zusammenhang zwischen der gemessenen Spannung des 
Strömungssensors im Außenluftdurchlass und der gemessenen Luftge-
schwindigkeit des Thermoanemometers im laminaren Strömungsbereich. 
Der Außenluftdurchlass bestimmt mit Hilfe dieser Messkurven die reale 
Strömungsgeschwindigkeit und somit auch die Luftwechselrate. 
Dreitanksystem 
In regelungstechnischen Vorlesungen wird das Dreitanksystem immer wie-
der gern als Beispiel für die Vermittlung von Methoden der Zustandsraum-
darstellung gewählt.  
Um den Studenten auch die praktische Arbeit hieran zu ermöglichen, wurde 
ein solches System mit Hilfe des EduKit PA der Firma FESTO 
Didactic [Fes2013] realisiert. Dieses ist in Abbildung 39 dargestellt. 
Ziel beim Dreitanksystem ist es, die Wassermenge in den oberen drei Behäl-
tern zu regeln. An diesen wurden hierfür Sensoren zur Messung des Füll-
stands befestigt. Der untere große Behälter dient lediglich als Reservoir. Aus 
diesem wird Wasser durch zwei Gleichstrommotoren in die beiden äußeren 
Behälter gepumpt. Hinter jeder Pumpe befindet sich ein Durchflussmesser, 
so dass das gepumpte Wasservolumen bestimmt werden kann. 
Weiterhin wurden elektrische Schaltventile installiert. Mit diesen können 
sowohl die Verbindungsrohre zwischen den oberen Behältern als auch der 
Ablauf in das Wasserreservoir geöffnet und geschlossen werden. Auch die 
Sensoren und Aktoren dieses Dreitanksystems wurden mit Hilfe von 
EasyKit in Betrieb genommen und die benötigten elektronischen Erweite-
rungen wurden dokumentiert. 




Abbildung 39: Experimentieranordnung Dreitanksystem für 
studentische Versuche im Bereich der Regelungstechnik 
4.3.3.3 Aktoren und Sensoren der Beispielanwendungen 
Die Untersuchung der in Abschnitt 4.3.3.2 vorgestellten realisierten Systeme 
und die theoretische Betrachtung anderer mechatronischer Systeme ergab 
eine große Menge möglicher Sensoren und Aktoren, welche mit unter-
schiedlichen Schnittstellen ausgestattet sind. Diese vollständig integrieren zu 
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wollen, würde zum einen die Bibliothek unkontrollierbar vergrößern, zum 
anderen wäre der Aufwand für Implementation und Wartung immens. Daher 
wurden die Schnittstellenschaltungen zwischen den Sensoren und dem Mik-
rocontroller beziehungsweise zwischen dem Mikrocontroller und den Akto-
ren untersucht. Dabei zeigte sich, dass grundsätzlich nur eine geringe An-
zahl Schaltungen benötigt wird, welche sich lediglich in einigen wenigen 
Parametern unterscheiden. In Tabelle 2 und Tabelle 3 sind die Schaltungen 



































































































Taster/Schalter x  x x  x  
Photodioden/-
transistoren   x     
Potentiometer x  x  x   
Sensoren mit serieller 
Schnittstelle (z.B. SPI, 
I²C) 
x     x  
Sensoren mit standardi-
sierter Schnittstelle: 





 x   x x x 
Tabelle 2: Übersicht über die in den Beispielanwendungen 
genutzten Ausleseschaltungen (x = wird genutzt) 










































































































x  x x  x x 
Schrittmotoren x       
Relais x  x     
Aktoren mit standardi-
sierter Schnittstelle: 





    x  x 
Displays  x      
Tabelle 3: Übersicht über die in den Beispielanwendungen 
genutzten Ansteuerungsschaltungen (x = wird genutzt) 
Mit Hilfe dieser Schaltungen und der dazugehörigen Sensoren und Aktoren 
kann eine Vielzahl unterschiedlicher mechatronischer Systeme aufgebaut 
werden, wobei die Liste an dieser Stelle noch nicht vollständig sein kann. Es 
ist jedoch weder möglich noch sinnvoll, Nutzern im Hobbybereich die An-
wendung einer jeglichen erdenklichen Sensorik und Aktorik zu ermögli-
chen. Vielmehr geht es darum, dass der Anwender sich nicht nur auf die 
Nutzung kostenintensiver industrieller Lösungen beschränken muss. Die 
oben aufgestellte Liste begnügt sich daher mit einer Auswahl der im Hob-
bybereich gebräuchlichsten Schaltungen. 
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Wie bereits beschrieben, ist die Anzahl der aufgeführten Schnittstellenschal-
tungen relativ gering, da diese jeweils eine ganze Gruppe ähnlicher Schal-
tungen repräsentieren. Diese unterscheiden sich lediglich in einigen Parame-
tern, welche beim Anschließen der Hardware an den Mikrocontroller be-
rücksichtigt werden müssen. Dies bedeutet im Allgemeinen, dass die Werte 
für Widerstände oder Kondensatoren an die vorliegenden Spannungs- und 
Strombedürfnisse angepasst werden müssen. Daher muss der Nutzer neben 
der Signalart des Sensors oder Aktors weitere Parameter vorgeben. In den 
meisten Fällen sind dies allerdings nur die benötigte Spannung und Strom-
stärke. Erst mit diesen Parametern kann ermittelt werden, ob und wie der 
jeweilige Sensor oder Aktor an den Mikrocontroller angeschlossen werden 
kann. 
Um einordnen zu können, ob die Sensoren und Aktoren mit dem Mikrocon-
troller kompatibel sind, müssen für diese mindestens die folgenden Informa-
tionen bekannt sein: 
 Welche Signalart liegt vor? (Strom, Spannung, Bus, Flanken, PWM, 
analog, digital, …) 
 Welche Spannungen oder Spannungsbereiche werden benötigt oder lie-
gen an? 
 Welche Stromstärke wird benötigt? 
 Ist die Last induktiv? 
 Wird grundsätzlich eine Anpassungsschaltung benötigt, auch wenn die 
Spannungs- und Strombereiche vom Mikrocontroller unterstützt wer-
den? 
4.3.4 Zusammenhänge zwischen Hardware und Software 
Die analytische Untersuchung der Möglichkeiten der Darstellung der Hard-
ware innerhalb der Entwicklungsumgebung zeigte, dass es verschiedene 
Abhängigkeiten gibt, welche bei der Realisierung berücksichtigt werden 
müssen: 
 Die angeschlossenen Sensoren und Aktoren bestimmen die zu nutzende 
Peripherie des Mikrocontrollers. 
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 Dies legt fest, welche Art der Signalwandlung durchgeführt wird. 
 Abhängig hiervon liegt das Ergebnis der Signalwandlung in einem be-
stimmten Datentyp vor. 
 Mit diesem wird innerhalb des Datenflussplans weitergerechnet. 
Diese Beziehungen geben auch den Ablauf der Modellierung des mechatro-
nischen Systems vor. Als erstes müssen die Sensoren und Aktoren ausge-
wählt und parametriert werden. Diese werden anschließend innerhalb der 
Entwicklungsumgebung mit dem virtuellen Modell des genutzten Mikrocon-
trollers verbunden. An dieser Stelle muss die Entwicklungsumgebung den 
Nutzer unterstützen, indem sie ihm zum einen die Kompatibilität der Mikro-
controlleranschlüsse zum genutzten Sensor oder Aktor anzeigt und zum an-
deren die Funktion des gewählten Mikrocontrollerpins entsprechend ein-
stellt, also beispielsweise beim Anschluss eines Sensors mit analogem Sig-
nal den Analog-Digital-Wandler des Controllers vorauswählt. Nachdem die 
Verbindung der Sensoren und Aktoren mit dem Mikrocontrollermodell her-
gestellt wurde, kann der Nutzer den berechneten digitalisierten Wert inner-
halb des Datenflussplans nutzen. 
4.3.5 Darstellungsmöglichkeiten der Hardware 
Aufgrund der geschilderten Zusammenhänge zwischen Hard- und Software 
bieten sich zwei Möglichkeiten der Darstellung der Hardware innerhalb der 
Entwicklungsumgebung an [BA2012]: 
 Es kann ein separater Arbeitsbereich (zum Beispiel in einem neuen 
Fenster) eingerichtet werden, in welchem der Mikrocontroller darge-
stellt ist. In diesem Bereich kann die Hardware um den Mikrocontroller 
herum angeordnet und mit diesem verbunden werden. In Abhängigkeit 
von den angeschlossenen Sensoren und Aktoren werden innerhalb der 
Bibliothek des Datenflussplans die möglichen Schnittstellen zur Verfü-
gung gestellt. Außerdem erhält der Nutzer Informationen über eventuell 
zu nutzende Anpassungsschaltungen. In Abbildung 40 ist eine solche 
mögliche Darstellung zu finden. 
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 Der Arbeitsbereich der Datenflussprogrammierung kann in einen 
Hardware-, einen Schnittstellen- und einen Softwarebereich eingeteilt 
werden, wobei der Hardware- und der Softwarebereich voneinander 
durch den Schnittstellenbereich getrennt werden. Im Hardwarebereich 
werden die Sensoren und Aktoren angeordnet und mit dem Schnittstel-
lenbereich verbunden. Der Schnittstellenbereich repräsentiert die Mik-
rocontrollerpins und wandelt das elektrische Signal in eine Softwarere-
präsentation. Im Softwarebereich kann anschließend mit diesen Daten 
gearbeitet werden. Zwischen der Schnittstelle und dem Hardwarebe-
reich können Informationen bezüglich benötigter Anpassungsschaltun-
gen zur Verfügung gestellt werden. Die hier beschriebene Darstellung 
wird unter Abschnitt 5.1.4 in Abbildung 49 vorgestellt. 
Beide Möglichkeiten wurden anhand verschiedener Beispiele mit Hilfe des 
kognitiven Walkthroughs, welcher in Abschnitt 2.3.5 dargestellt ist, unter-
sucht. Es zeigte sich, dass der erste Ansatz für Mikrocontroller mit vielen 
Pins besser geeignet ist, da der zweite Ansatz in diesem Fall viel Platz im 
Datenflussplan benötigt, um alle wichtigen Informationen darzustellen. 
Abbildung 40: Darstellung des Mikrocontrollers, der Sensoren und der 
Aktoren in einem separaten Bereich innerhalb der Entwicklungsumgebung 
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Werden allerdings Mikrocontroller oder andere Plattformen mit wenigen 
Pins genutzt, ist der zweite Ansatz verständlicher, da ein direkter Bezug 
zwischen Hard- und Software hergestellt wird. Wird die gemeinsame Dar-
stellung der Hardware und der Software innerhalb des Datenflussplans an-
gestrebt, muss beachtet werden, dass die Hardware und die gewählten 
Schnittstellenfunktionen in allen existierenden Datenflussplänen eines Soft-
wareprojekts gleich sein müssen, während die reine Softwarefunktionalität 
variabel ist. 
Ein Vorteil dieser Ansätze ist, dass neben reinen Mikrocontrollern auch 
komplexere Plattformen dargestellt werden können. Hierfür muss lediglich 
das jeweilige Modell erweitert werden, wobei sich in der Darstellung im Da-
tenflussplan eine Zweiteilung der Schnittstellenebene in eine Plattform-
schnittstellenebene und eine Mikrocontrollerschnittstellenebene anbietet.  
Für einen Großteil der Sensoren und Aktoren, welche an Mikrocontroller 
oder Evaluierungsplattformen angeschlossen werden sollen, werden Schal-
tungen benötigt, um die jeweiligen Schnittstellen aufeinander anzupassen. 
Ist eine solche Anpassungsschaltung erforderlich, muss der Nutzer während 
der Modellierung der Hardware hierüber informiert werden. Dies muss mit 
Nachdruck geschehen, da ein fehlerhaftes Anschließen von Hardware den 
Mikrocontroller oder andere Bauteile zerstören kann. Das bedeutet, dass 
zumindest eine Warnmeldung erscheinen muss, welche durch einen Tasten-
druck zu bestätigen ist. Anschließend muss der Nutzer die Möglichkeit ha-
ben, sich über die Art des Problems zu informieren. Im besten Fall erhält der 
Nutzer an dieser Stelle Lösungsvorschläge, was zum Beispiel die Vorgabe 
nutzbarer Anpassungsschaltungen beinhalten kann. Dabei können sowohl 
fertige Treiber- und Anpassungsschaltungen aus dem Handel als auch einfa-
che Schaltpläne für den Eigenbau vorgeschlagen werden. 
4.4 Signale und Datentypen 
Die Darstellung der Hardware innerhalb der Entwicklungsumgebung, wie 
sie in Abschnitt 4.3 dargestellt ist, ermöglicht dem Nutzer einen Einblick in 
die Signalwandlung an der Peripherie des Mikrocontrollers. Dabei werden 
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bestimmte Datentypen für die Darstellung unterschiedlicher Signale benö-
tigt. In diesem Abschnitt wird daher untersucht, wie dem Nutzer die Prob-
lematik der Datentypen und der Signalarten näher gebracht werden kann. 
4.4.1 Datentypen 
Genau wie bei der textbasierten Programmierung werden in EasyLab Daten-
typen verwendet, um die Repräsentation der Daten im Mikrocontroller fest-
zulegen. In Abschnitt 3.3.3 wurde bereits beschrieben, dass die meisten 
Probleme während der Nutzertests an dieser Stelle auftraten. Dabei konnte 
zwischen einigen Funktionsbausteinen keine Verbindung hergestellt werden, 
da ihre Datentypen inkompatibel waren. Dies war für den Nutzer allerdings 
nicht ersichtlich. 
Hierfür gibt es zwei sehr gegensätzliche Lösungsansätze: 
 Die Software übernimmt vollständig die Auswahl der benötigten Daten-
typen, so dass der Nutzer gar keinen Einfluss auf diesen Punkt nehmen 
muss und kann. 
 Der Nutzer muss sich vollständig um die Auswahl der Datentypen 
kümmern. 
Der erste Ansatz ist für den Nutzer zunächst der einfachste. Allerdings ist 
hierbei zu bedenken, dass die automatisierte Auswahl alle erdenklichen Be-
rechnungsmöglichkeiten in Betracht ziehen muss, wodurch unweigerlich 
sehr mächtige Datentypen genutzt werden. Dies ist natürlich nicht ressour-
censchonend, so dass der Ansatz nur für leistungsfähige Plattformen in Fra-
ge kommt. 
Da im Hobbybereich aber oft mit kostengünstigen älteren Mikrocontrollern 
gearbeitet wird, erscheint der zweite Ansatz passender. Um diesen auch für 
unerfahrene Nutzer anwendbar zu gestalten, muss eine Unterstützung wäh-
rend der Softwareentwicklung erfolgen. Ein Umsetzungskonzept zur Lösung 
dieses Problems sieht vor, dass der Nutzer nicht mehr den spezifischen Da-
tentyp auswählen muss, sondern nur die wichtigsten Eigenschaften der ge-
wünschten Zahl. 
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Zur Ermittlung dieser Eigenschaften können die folgenden vier Fragen als 
Ausgangspunkt genutzt werden [BA2012]: 
 Handelt es sich um eine binäre Entscheidung oder um eine Zahl? 
 Kann die Zahl Nachkommastellen besitzen? 
 Sind negative Zahlen möglich? 
 Wie groß ist der mögliche Wertebereich der Zahl? 
Natürlich müssen nicht immer alle Fragen beantwortet werden, da bei-
spielsweise die Auswahl „binäre Entscheidungen“ ausreicht, um festzule-
gen, dass der Datentyp „boolean“ genutzt werden muss. Aus diesem Grund 
ist eine Realisierung in Form eines Softwareassistenten sinnvoll, bei wel-
chem die Fragen schrittweise beantwortet werden, bis das gewünschte Zah-
lenformat eindeutig definiert ist. 
Sobald alle benötigten Fragen beantwortet wurden, muss dem Nutzer ange-
zeigt werden, welche Daten mit Hilfe des gewählten Datentyps realisierbar 
sind, so dass er dies überprüfen und bei Bedarf anpassen kann. Außerdem 
sollte der Name des genutzten Datentyps für den Nutzer ersichtlich sein, so 
dass er sich diesen einprägen kann. In Kombination mit einer Direktwahl-
möglichkeit des Datentyps ergibt sich eine deutliche Erleichterung der Ar-
beit für erfahrene Nutzer, da sie sich nicht durch den gesamten Assistenten 
arbeiten müssen. 
Unerfahrene Programmierer weisen eine Tendenz zur Nutzung mächtiger 
Datentypen auf, obwohl dies oft gar nicht notwendig ist. Auch bei der Nut-
zung des hier vorgestellten Konzepts ist diese Tendenz zu erwarten. Daher 
sollte der Nutzer auf die Konsequenzen der Nutzung mächtiger Datentypen 
in Bezug auf Speichereffizienz und Rechenleistung hingewiesen werden. 
4.4.2 Signalarten und ihre Datentypen 
In EasyLab werden im Simulationsmodus und während des Onlinedebug-
gings die berechneten Zahlenwerte der Ein- und Ausgänge der einzelnen 
Funktionsbausteine angezeigt. Dies ist in Abbildung 41 dargestellt. Das 
Format der Zahlen orientiert sich dabei am voreingestellten Datentyp.  




Abbildung 41: Einfaches Programm zur Druckregelung mit dargestellten 
Zahlenwerten an den Ein- und Ausgängen der Funktionsbausteine 
Dies sollte auch im Hardwarebereich realisiert werden. Jedoch sind Rück-
schlüsse auf die physikalischen Prozessgrößen nicht möglich, da im unter 
Abschnitt 4.3 vorgestellten Konzept zur Hardwaredarstellung nur die 
Schnittstellen der Sensoren und Aktoren berücksichtigt werden, nicht jedoch 
die eigentlichen Sensoren und Aktoren mit ihrem Übertragungsverhalten. 
Allerdings können die elektrischen Größen an den Mikrocontrollerpins sehr 
einfach berechnet werden, weshalb ihre Darstellung auf der Hardwareseite 
der Schnittstellenebene leicht zu realisieren ist. 
Auf diese Art wird dem Nutzer im Simulationsmodus und während des On-
linedebuggings die Funktionsweise der Peripherie des Mikrocontrollers an-
schaulich vermittelt. Die Durchführung der Simulation und des Onlinede-
buggings erfolgen aber gewöhnlich erst am Ende der Modellierung der 
Software, so dass während dieses Schrittes noch keine Unterstützung er-
folgt. Um dieses Problem zu lösen, sieht das hier vorgestellte Konzept vor, 
dass der Nutzer bereits während der Modellierung der Hardware über die 
Funktionalität der jeweiligen Peripherie informiert wird. 
Wie bereits beschrieben, bestimmen die angeschlossenen Sensoren und Ak-
toren die Funktion dieser Peripherie, so dass beispielsweise der Anschluss 
eines analogen Signals bewirkt, dass der Analog-Digital-Wandler ausge-
wählt wird. Sobald dies geschieht, muss der Nutzer auf das Problem der 
Signalwandlung aufmerksam gemacht werden. Im Anschluss können weite-
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re Informationen diesbezüglich abgerufen werden, so dass der Nutzer den 
Zusammenhang zwischen dem anliegenden elektrischen Signal und den zu-
gehörigen Daten innerhalb des Mikrocontrollers verstehen kann. 
Der Nutzer erhält somit nicht nur nützliche Informationen, welche ihm die 
Nutzung von Sensordaten während der Modellierung der Software erleich-
tern, vielmehr kann dies auch das Verständnis fördern, warum bestimmte 
elektrische Signalarten die Nutzung bestimmter Datentypen nach sich zie-
hen. In Abbildung 42 ist dieser Zusammenhang  noch einmal graphisch ver-
deutlicht. In Abschnitt 5.1.4 wird noch einmal auf das hier vorgestellte Prob-
lem eingegangen und eine Implementierungsmöglichkeit vorgeschlagen. 
4.5 Zusammenfassung 
In diesem Kapitel wurden verschiedene Maßnahmen vorgestellt, welche, 
unter Berücksichtigung der Randbedingungen der Plattformunabhängigkeit 
und der Nutzbarkeit ohne domänenspezifisches Expertenwissen, die Ent-
wicklung mikrocontrollerbasierter mechatronischer Systeme ermöglichen. 
Hierfür wurden einige Umsetzungskonzepte und Anforderungen vorgestellt. 
Diese basieren auf Ergebnissen von Tests, welche mit dem EasyKit Starter 
durchgeführt wurden. 
 
Abbildung 42 : Darstellung der Wandlung von elektrischen Signalen in ihre 





Die wichtigsten Ansätze sind: 
 die Erweiterung der Programmierung auf zwei hierarchischen Ebenen 
um eine dritte Ebene, wobei in der ersten Ebene eine ereignisgesteuerte 
graphische, in der zweiten Ebene eine datenflussorientierte graphische 
und in der dritten Ebene eine graphisch-textuell-hybride Darstellungs-
form genutzt wird, 
 die Möglichkeit der Modellierung der Schnittstellen der Sensoren und 
Aktoren in der Entwicklungsumgebung, 
 die Nutzung von Softwaremodellen für die Modellierung des Verhal-
tens der informationstechnischen Plattform, 
 die Flexibilisierung im Aufbau des Ablaufdiagramms und 
 die Darstellung der Zusammenhänge zwischen den elektrischen Signa-
len und den im Mikrocontroller verarbeiteten Daten. 
Die Konzepte sind so aufgebaut, dass sie mit geringfügigen Änderungen für 
unterschiedliche Plattformen eingesetzt werden können. Außerdem sind so-
wohl die Hardware- als auch die Softwareentwicklung sehr flexibel, so dass 
eine Vielzahl üblicher Funktionen aus dem Hobbybereich realisiert werden 
kann. 
Die meisten Konzepte basieren auf der Bereitstellung von ausgewähltem 
Expertenwissen, welches für die Entwicklung mikrocontrollerbasierter me-
chatronischer System benötigt wird. Durch mehrfache Anwendung kann der 
Nutzer sich dieses Wissen aneignen, wodurch sein grundlegendes Verständ-
nis für die Themengebiete der Mechanik, der Elektronik und der Informati-





5 Implementierung und Nutzertests 
Im vorigen Kapitel wurden verschiedene im Rahmen dieser Arbeit entwi-
ckelte Maßnahmen für die Vereinfachung der Entwicklung mikrocontroller-
basierter mechatronischer Systeme vorgestellt. Mit Hilfe analytischer Me-
thoden und mit Hilfe von Nutzerbefragungen wurden die vielversprechends-
ten Konzepte ausgewählt und beispielhaft in einer Testumgebung implemen-
tiert. Anschließend wurden mit Hilfe dieser Software Nutzertests durchge-
führt. In diesem Kapitel werden zunächst die Testumgebung und anschlie-
ßend die Ergebnisse der damit durchgeführten Nutzertests vorgestellt. 
5.1 Implementierung in einer Testumgebung 
Die Testumgebung wurde mit Hilfe von Microsoft Visual 
Studio [Mic2013b] und Qt [Dig2013] entwickelt. Das grundlegende Design 
von EasyLab wurde hierfür als Ausgangspunkt genutzt. Im Folgenden wird 
die Umgebung Schritt für Schritt vorgestellt. In der hier aufgeführten Rei-
henfolge wird auch der spätere Nutzer mit den einzelnen Bestandteilen der 
Oberfläche in Berührung kommen. 
Um die Funktionsweise der Entwicklungsumgebung demonstrieren zu kön-
nen, wurden der Arduino UNO [Ard2012a], das EasyKit 
Starterboard [Fes2010] und der Microchip PIC18F2520 [Mic2013a] als Bei-
spielplattformen implementiert. Auf diese Weise sind sowohl einfache Mik-
rocontroller als auch Evaluierungsboards mit bereits integrierten Schaltun-
gen abgedeckt. 
Mit dem PIC18F2520 wurde bewusst eine 8-bit-Plattform gewählt. Auf die-
se Weise soll gezeigt werden, dass die Entwicklung mechatronischer Syste-
me auch mit solchen vergleichsweise ressourcenarmen Mikrocontrollern 
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möglich ist. Dies ist wichtig, da solche Plattformen auch heute noch im 
Hobbybereich regelmäßig eingesetzt werden. 
Da in der Testumgebung vor allem Maßnahmen untersucht werden, welche 
einen Einsatz des EasyKit-Gedankens im Hobbybereich ermöglichen, erhielt 
die Software den Namen EasyHobby. 
5.1.1 Auswahl der Hardwareplattform 
Beim Starten von EasyHobby muss zunächst die gewünschte Entwicklungs-
plattform ausgewählt werden, da diese die mögliche Funktionalität des zu 
entwickelnden mechatronischen Systems beeinflusst. In Abbildung 43 ist 
der hierfür implementierte Dialog dargestellt. 
Die Auswahl der Plattform erfolgt über eine Liste. Diese kann durch ver-
schiedene Rahmenbedingungen eingeschränkt werden. Die Anzahl der be-
nötigten digitalen und analogen Ein- und Ausgänge ist dabei entscheidend. 
Zwar sind bei der Entwicklung mikrocontrollerbasierter mechatronischer 
Systeme oft auch andere Eigenschaften wichtig, jedoch sollen hier nur die 
wichtigsten berücksichtigt werden. Auf diese Weise sind eine gute Über-
sichtlichkeit und eine leichte Bedienbarkeit gewährleistet. Zur weiteren 
Verbesserung der Verständlichkeit wurden Beispiele für die einzelnen Sig-
nalarten angegeben. Auf eine weiterführende Erklärung wurde an dieser 
Stelle verzichtet, um zu überprüfen, ob die vorgegebenen Informationen be-
reits ausreichend für die Testnutzer sind. 
Nach der Auswahl der gewünschten Plattform erhält der Nutzer Informatio-
nen über ihre Inbetriebnahme. Dieser Informationsdialog ist für den 
PIC18F2520 in Abbildung 44 dargestellt. 
Der Dialog beinhaltet zwei Schaltpläne. Der obere Plan wird zur Program-
mierung benötigt, während der untere Plan genutzt werden kann, um den 
bereits programmierten Controller zu betreiben. Zwar sind auch andere Be-
schaltungen des Mikrocontrollers denkbar, wie zum Beispiel die Nutzung 
eines Oszillators mit einer anderen Taktfrequenz, allerdings sollen dem Nut-
zer aus Gründen der Verständlichkeit nur diese zwei Schaltungen vorgestellt 
werden.  




Abbildung 43: Dialog zur Auswahl der Hardwareplattform 
 
Abbildung 44: Informationsdialog zur Inbetriebnahme der Plattform 
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Sämtliche in den Schaltungen vorhandenen Bestandteile sind noch einmal 
separat aufgeführt und mit Namen bezeichnet, so dass der Nutzer diese im 
Schaltplan zuordnen kann. Auch die verschiedenen Mikrocontrollerpins sind 
noch einmal mit den Bezeichnungen aufgeführt, mit welchen sie auch später 
während der Programmierung im Datenflussplan bezeichnet sind. 
Im oberen Bereich befindet sich eine umfassende textuelle Beschreibung der 
Eigenschaften der Schaltung. Hierzu gehören beispielsweise Hinweise zur 
Spannungsversorgung, zur Nutzung des Programmieradapters und auch zu 
Bezugsquellen benötigter elektronischer Bauteile. 
Der Informationsdialog kann über das Menü der Hauptarbeitsoberfläche je-
derzeit wieder angezeigt werden, so dass der Nutzer auch während der Pro-
grammierung noch Zugriff auf diese Informationen hat. 
5.1.2 Hauptarbeitsoberfläche 
In der Hauptarbeitsoberfläche von EasyHobby, welche in Abbildung 45 dar-
gestellt ist, befinden sich alle zur Modellierung des mechatronischen Sys-
tems benötigten Komponenten. Dies beinhaltet sowohl Werkzeuge für die 
Modellierung der Sensoren- und Aktorenschnittstellen als auch für die Pro-
grammierung der eigentlichen Mikrocontrollersoftware. Die Bestandteile 
der Hauptarbeitsoberfläche werden im Folgenden kurz beschrieben. 
Menü und allgemeine Werkzeugleiste 
Wie in den meisten anderen Anwendungsprogrammen werden auch in 
EasyHobby ein Menü und eine Werkzeugleiste benötigt. Diese ist im oberen 
Bereich der Oberfläche zu finden. Neben den üblichen Bestandteilen zum 
Laden und Speichern von Projekten befinden sich hier vor allem Werkzeu-
ge, welche zur Manipulation der Softwaremodelle genutzt werden können. 
Logbuch 
Das Logbuch ist ebenso in vielen Anwendungsprogrammen, vor allem aber 
in fast allen Entwicklungsumgebungen zu finden. In Abbildung 45 ist dieses 
im unteren Bereich des Fensters enthalten. Die Hauptaufgabe ist die Ausga-
be von Statusinformationen an den Nutzer. 




Abbildung 45: Hauptarbeitsoberfläche der Testumgebung 
Ablaufdiagramm 
In Abbildung 45 ist auf der linken Seite das Ablaufdiagramm zu finden, in 
welchem das Hauptprogramm mit Hilfe der Ablaufsprache modelliert wird. 
In Abbildung 46 ist ein solches Ablaufdiagramm noch einmal vollständig 
dargestellt. 
Um eine bessere Übersichtlichkeit zu ermöglichen, kann im Ablaufdia-
gramm gezoomt werden. Auf diese Weise sind auch komplexere Diagram-
me realisierbar, ohne dass die Darstellung zu viel Platz in der Oberfläche 
einnimmt. So ist es möglich, dass das Ablaufdiagramm jederzeit im Vorder-
grund dargestellt bleiben kann, wie dies in Abschnitt 4.2 gefordert wurde. 




Abbildung 46: Ablaufdiagramm in der Testumgebung 
Ein bestehendes Ablaufdiagramm kann erweitert werden, indem ein neuer 
Zustand hinzugefügt und in gewünschter Weise mit dem bereits vorhande-
nen Diagramm verbunden wird. Jeder Zustand besitzt einen Eingangsver-
binder und ein bis vier Ausgangsverbinder. Jedem Zustand ist ein Unterpro-
gramm in Form eines Datenflussplans zugeordnet. 
Die Verbindungen zwischen den Ein- und Ausgangsverbindern der Zustände 
bestimmen den Programmablauf. Jedem Ausgangsverbinder ist dabei eine 
Bedingung zugeordnet. Ist eine Bedingung an einem Ausgang erfüllt, so 
wird der an diesem Ausgang verbundene Zustand als nächstes ausgeführt. 
Für jeden Zustand kann festgelegt werden, wie lang die Mindestausfüh-
rungsdauer für eine Ausführung des Datenflussplans sein soll. Die Aus-
gangsverbinder werden über einen separaten Dialog parametriert, welcher in 
Abbildung 47 dargestellt ist. Dabei wird für die Festlegung der Bedingung 
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entweder eine bereits existierende Variable genutzt oder es wird eine neue 
Variable angelegt, welche später im Datenflussplan eingesetzt werden kann. 
Im oberen rechten Bereich des Ablaufdiagramms in Abbildung 46 befindet 
sich ein Hinweis, welcher dem Nutzer erklärt, dass beim Erreichen des En-
des des Ablaufdiagramms die Ausführung wieder direkt nach dem Initiali-
sierungszustand beginnt. Im Ablaufdiagramm, welches in Abbildung 46 
dargestellt ist, bedeutet dies, dass das Programm wieder in den Datenfluss-
plan „Schritt 1“ springt, nachdem „Schritt 2“ ausgeführt wurde und die Be-
dingung „b==true“ erfüllt ist. 
 
Abbildung 47: Dialog zur Parametrierung der Ausgangsverbinder 
von Zuständen im Ablaufdiagramm 
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Datenflussplan in der Funktionsbausteinsprache 
Im Zentrum der in Abbildung 45 dargestellten Hauptarbeitsoberfläche be-
findet sich die Oberfläche zur Modellierung der Datenflusspläne. Wie be-
reits beschrieben, repräsentieren diese die Funktionalität der Unterprogram-
me, welche den einzelnen Zuständen des Ablaufdiagramms zugeordnet wer-
den. 
In Abschnitt 4.3.5 wurden zwei Möglichkeiten zur Darstellung der Hard-
ware innerhalb der Entwicklungsumgebung beschrieben. In EasyHobby 
wurde eine Variante realisiert, bei welcher diese Darstellung innerhalb des 
Datenflussplans erfolgt. Hierfür wurde dieser in drei Bereiche aufgeteilt. Im 
unteren Bereich erfolgt die Modellierung der elektronischen Hardware, wel-
che an den Mikrocontroller oder die Evaluierungsplattform angeschlossen 
wird. Im oberen Bereich wird die Software modelliert, welche später als Un-
terprogramm auf den Mikrocontroller gebrannt wird. Dazwischen befindet 
sich die Schnittstellenebene, auf welcher die Wandlung zwischen den 
elektrischen Signalen und den Mikrocontrollerdaten innerhalb der Software 
erfolgt. 
Werkzeuge für die Modellierung von Datenflussplänen 
Die Datenflusspläne werden mit Hilfe von Funktionsbausteinen modelliert. 
Diese befinden sich in einem Werkzeugbereich auf der rechten Seite der in 
Abbildung 45 dargestellten Hauptarbeitsoberfläche. Sie können in drei 
Gruppen eingeteilt werden: 
 Hardwarefunktionsbausteine, mit welchen Sensoren und Aktoren im 
Hardwarebereich des Datenflussplans modelliert werden können, 
 Softwarefunktionsbausteine, mit welchen in erster Linie Berechnungen, 
Vergleiche und logische Operationen im Softwarebereich des Daten-
flussplans realisiert werden können und 
 Variablenfunktionsbausteine, welche innerhalb des Softwarebereichs 
des Datenflussplans für die Zwischenspeicherung und das Auslesen 
globaler Variablen genutzt werden können. 
5.1 Implementierung in einer Testumgebung 153
 
 
5.1.3 Modellierung der Sensoren und Aktoren 
Um die Sensoren und Aktoren im Datenflussplan modellieren zu können, 
müssen die gewünschten Hardwarefunktionsbausteine aus dem Werkzeug-
bereich in den Hardwarebereich des Datenflussplans eingefügt werden. An-
schließend müssen diese mit den entsprechenden Mikrocontrollerpins der 
Schnittstellenebene verbunden werden, wobei die Verbindungen Signalflüs-
se darstellen, keine Schaltpläne. 
In Abschnitt 4.3.3.3 wurde bereits beschrieben, dass die Hardwarebibliothek 
nicht jeden möglichen Sensor und Aktor beinhalten kann, da dies nicht rea-
listisch handhabbar ist. Vielmehr müssen sinnvolle Gruppen ähnlicher 
Hardware gebildet werden, welche sich lediglich in einigen Parametern un-
terscheiden. Dies wurde in EasyHobby berücksichtigt. So existiert bei-
spielsweise für unidirektionale Gleichstrommotoren lediglich ein einziger 
Hardwarefunktionsbaustein. Dieses muss nach dem Einfügen in den Daten-
flussplan mit Hilfe des in Abbildung 48 dargestellten Dialogs vom Nutzer 
parametriert werden. 
Grundsätzlich werden für Aktoren die drei Parameter Signalart, Spannung 
sowie Strom, und für Sensoren die zwei Parameter Signalart und Signalwer-
tebereich abgefragt. Diese Parameter werden benötigt, um die jeweils zu 
integrierende Treiberschaltung für den Anschluss der Sensoren und Aktoren 
zu ermitteln. Außerdem wird mit Hilfe der Signalart bestimmt, welche Mik-
rocontrollerpins oder Anschlüsse des Evaluierungsboards für die Verbin-
dung mit den Sensoren und Aktoren grundsätzlich in Frage kommen. 
 
Abbildung 48: Dialog zur Parametrierung der Hardwarefunktionsbausteine 
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Um dies realisieren zu können, müssen für alle sinnvollen Kombinationen 
der Parameter die folgenden Informationen hinterlegt sein: 
 Wird überhaupt eine Treiber- oder Anpassungsschaltung benötigt? 
 Wenn ja, muss eine beispielhafte Schaltung als Graphik mit zusätzli-
chen Informationen in textueller Form vorgegeben sein. 
 Welche Signalart kann mit welchem Typ Mikrocontrollerpin verbunden 
werden? 
In EasyHobby wurden diese Informationen in XML-Dateien hinterlegt, 
wodurch die Bearbeitung und Erweiterung auch ohne Veränderung des 
Quellcodes möglich ist. 
Die Anzahl der Parameterkombinationen variiert stark. Sie ist abhängig da-
von, wie viele unterschiedliche Treiber- und Anpassungsschaltungen für je-
de sinnvolle Kombination existieren. Meist ist die Anzahl der sinnvollen 
Kombinationen jedoch relativ gering. In vielen Fällen beschränkt sich die 
Auswahl der Signalart auf einen einzigen Punkt, da beispielsweise ein 
Schalter nur ein binäres Signal erzeugen kann. Auch bei den möglichen 
Spannungen und Stromstärken sind einige wenige Auswahlpunkte ausrei-
chend, da die meisten Grundschaltungen für unterschiedliche Spannungs- 
und Strombereiche genutzt werden können. Diese Schaltungen unterschei-
den sich oft nur in einigen Widerstandswerten, welche vom Nutzer selbst 
berechnet werden müssen. Hierfür wird in der textuellen Beschreibung er-
klärt, wie die Dimensionierung der Widerstände erfolgt. So wird beispiel-
weise für analoge Sensorschnittstellen ein allgemeiner Spannungsteiler vor-
geschlagen, für welchen der Nutzer über vorgegebene Gleichungen die Wi-
derstandswerte berechnen muss. 
5.1.4 Funktion der Schnittstellenebene 
Die Schnittstellenebene visualisiert die Wandlung zwischen dem elektri-
schen Signal des Hardwarebereichs und der Datentyprepräsentation im 
Softwarebereich. Jeder einzelne Anschluss des gewählten Mikrocontrollers 
oder der gewählten Evaluierungsplattform sind hier dargestellt. In XML-
Dateien sind Informationen über die Peripherie der jeweiligen Anschlüsse 
hinterlegt. Von EasyHobby werden Funktionen als digitale Ein-/Ausgänge, 
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Analog-Digital-Umwandler, pulsweitenmodulierte Ausgangssignale, analo-
ge Ausgangssignale und BUS-Schnittstellen unterstützt. Im Grundzustand 
sind die Anschlüsse der Plattform noch funktionslos. Sie besitzen einen 
Verbinder in Richtung des Hardwarebereichs, jedoch keinen in Richtung des 
Softwarebereichs des Datenflussplans. Wie in Abbildung 49 dargestellt, 
wird in diesem Fall der Name des jeweiligen Anschlusses angezeigt. 
Sobald Hardware im Hardwarebereich eingefügt und parametriert wurde, 
kann sie an einen Verbinder angeschlossen werden. Während des Herstel-
lens der Verbindung markiert EasyHobby alle verfügbaren Verbinder ent-
sprechend ihrer Kompatibilität nach dem in Tabelle 4 aufgeführten Schema. 
 
Abbildung 49: Schnittstellenbereich des Datenflussplans mit einem 
angeschlossenem Schalter und zwei nicht belegten Anschlüssen 
 




Grün Die Verbindung ist möglich. Es werden keine 
Treiber oder Anpassungsschaltungen für eine 
Verbindung benötigt. 
Gelb Die Verbindung ist möglich. Allerdings wer-
den Treiber oder Anpassungsschaltungen für 
eine Verbindung benötigt. 
Rot Die Verbindung ist nicht möglich. 
Tabelle 4: Farbkodierung der Kompatibilität von 
elektrischem Signal und Plattformperipherie 
Für diese Markierung werden die Parameter der eingefügten Hardware und 
die Informationen über die Peripherie der Plattform genutzt. Dabei wurden 
allerdings nur Anpassungsschaltungen berücksichtigt, welche mit vertretba-
rem Aufwand realisierbar sind und im Hobbybereich sinnvoll einsetzbar 
sind. So wurde beispielsweise bewusst nicht berücksichtigt, dass ein digita-
ler Ein-/Ausgang durch die Nutzung eines zusätzlichen Analog-Digital-
Wandlers auch analoge Signale erfassen kann. Dies wäre vergleichsweise 
kompliziert und gewöhnlich auch unnötig, da selbst im Hobbybereich einge-
setzte, kostengünstige Plattformen im Normalfall mehrere in der Peripherie 
integrierte Analog-Digital-Wandler zur Verfügung stellen. 
Ist die Verbindung zwischen dem Hardwarefunktionsbaustein und dem Ver-
binder der Schnittstelle nur mit Hilfe einer Anpassungsschaltung möglich, 
so informiert EasyHobby den Nutzer hierüber mit Nachdruck, sobald die 
Verbindung hergestellt wird. Dies ist wichtig, da ein fehlerhaftes Anschlie-
ßen von Hardware zur Zerstörung des Systems führen kann. Es wird ein 
Warndialog angezeigt und der betroffene Verbinder der Schnittstelle wird, 
wie in Abbildung 49 dargestellt, markiert. 
Durch Doppelklicken auf die Markierung kann sich der Nutzer über das be-
stehende Problem informieren. Hierfür werden ihm die Informationen dar-
gestellt, welche für die zuvor festgelegte Parameterkombination der Hard-
ware hinterlegt wurden. Ein Beispiel hierfür ist in Abbildung 50 zu finden. 




Abbildung 50: Dialog zur Darstellung von Informationen über benötigte 
Schaltungen 
In der Abbildung ist zu erkennen, dass unter der Darstellung der Schaltung 
auch ein Bereich vorgesehen ist, in welchem eine vorgefertigte Treiberschal-
tung vorgeschlagen wird.  
Nachdem die Verbindung zwischen Hardware und Plattformanschluss her-
gestellt wurde, wird die Funktion des Anschlusses automatisch eingestellt. 
Soll also beispielsweise ein analoges Signal verarbeitet werden, so wird der 
Analog-Digital-Wandler ausgewählt. Außerdem wird ein neuer Verbinder 
im Softwarebereich eingefügt, welcher das elektrische Signal am Plattform-
anschluss repräsentiert. Der Datentyp dieses Verbinders wird auf das am 
Verbinder des Hardwarebereichs anliegende elektrische Signal abgestimmt. 
Mit diesen Daten kann anschließend im Softwarebereich des Datenfluss-
plans gearbeitet werden. 
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Wie bereits in Abschnitt 4.4.2 beschrieben, kann der Nutzer die Zusammen-
hänge zwischen dem elektrischen Signal im Hardwarebereich und der zuge-
hörigen Repräsentation im Softwarebereich nur im Simulationsmodus und 
während des Online-Debuggings erkennen. Zum besseren Verständnis die-
ser Problematik wurde ein weiterer Informationsdialog implementiert, wel-
cher dem Nutzer angezeigt wird, sobald er einen Plattformanschluss mit ei-
nem Signal verbindet. Je nach Signalart und Signalrichtung wird in diesem 
Dialog in vereinfachter Form beschrieben, wie aus einem elektrischen Sig-
nal ein bestimmter Datentyp oder aus einem bestimmten Datentyp ein elekt-
risches Signal erzeugt wird. In Abbildung 51 ist ein solcher Dialog darge-
stellt. 
5.1.5 Behandlung von Datentypen 
In EasyHobby soll die Datentypauswahl vom Nutzer durchgeführt werden. 
Hierfür wurde ein Dialog zur Unterstützung implementiert. Dieser ist in Ab-
bildung 52 dargestellt. Er wird aufgerufen, sobald ein neuer Softwarefunkti-
onsbaustein in den Datenflussplan eingefügt wird. 
Auf der linken Seite des Dialogs befinden sich die Fragestellungen, durch 
deren Beantwortung auf der rechten Seite der gewünschte Datentyp automa-
tisch eingestellt wird. Zusätzlich wird der darstellbare Wertebereich ange-
zeigt. An dieser Stelle wurde aus Gründen der Übersichtlichkeit darauf ver-
zichtet, dem Nutzer Hinweise zum Ressourcenbedarf der Datentypen zu ge-
ben. Diese Hinweise befinden sich auf einer zusätzlich Hilfeseite, welche 
aus dem Dialog heraus aufgerufen werden kann. 
Fortgeschrittene Nutzer können den Datentyp direkt auswählen und somit 
Zeit sparen. In EasyHobby werden typische Datentypen der Sprache C ge-
nutzt. Bei häufiger Nutzung der Software kann sich der Nutzer diese Daten-
typen einprägen, so dass der spätere Einstieg in textuelle Programmierspra-
chen erleichtert werden kann. 




Abbildung 51: Informationsdialog zur Wandlung elektrischer Signale in be-
stimmte Datentypen (hier: Beispielhafte Wandlung eines analogen Signals 
in einen Integer-Wert am Analog-Digital-Wandler von Mikrocontrolleran-
schluss RA5) 




Abbildung 52: Dialog zur Auswahl des gewünschten Datentyps 
5.1.6 Parametrierung der Funktionsbausteine des Datenfluss-
plans 
Die Funktionsbausteine, mit welchen die Softwarefunktionalität im Daten-
flussplan modelliert wird, müssen im Normalfall nicht separat konfiguriert 
werden. Die einzigen Parameter sind für jeden Eingangs- und Ausgangsver-
binder der Datentyp und der Standardwert. Die Datentypen werden gewöhn-
lich bereits beim Einfügen des Funktionsbausteins in den Datenflussplan 
festgelegt, wie dies in Abschnitt 5.1.5 beschrieben wurde. 
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Die Standardwerte an den Eingangsverbindern werden gewöhnlich über-
schrieben, sobald eine Verbindung zu einem Ausgangsverbinder eines ande-
ren Funktionsbausteins hergestellt wird. Der Standardwert am Ausgang wird 
im Allgemeinen durch das Ergebnis der Berechnung überschrieben. Den-
noch existieren verschiedene Situationen, in welchen die Parametrierung 
eines Softwarefunktionsbausteins sinnvoll ist. So kann beispielsweise einem 
Eingangsverbinder ein konstanter Wert vorgegeben sein. In diesem Fall 
muss dieser Wert als Standardwert eingetragen und der gewünschte Daten-
typ gewählt werden. Für die Festlegung der Datentypen kann aus dem in 
Abbildung 53 vorgestellten Dialog auch der in Abschnitt 5.1.5 vorgestellte 
Dialog zur Datentypauswahl aufgerufen werden. Innerhalb des Dialogs zur 
Parametrierung der Softwarefunktionsbausteine ist aus Gründen der Über-
sichtlichkeit keine nähere Beschreibung des Funktionsbausteins dargestellt. 
Diese kann aber aus dem Dialog heraus aufgerufen werden. 
5.1.7 Implementierung des Drei-Ebenen-Konzepts 
Um einen neuen Softwarefunktionsbaustein zu erstellen, sind grundsätzlich 
erweiterte Fähigkeiten notwendig, so dass der in diesem Abschnitt vorge-
stellte Ansatz nicht für die Nutzung durch Einsteiger gedacht ist. Dennoch 
soll die Entwicklung möglichst einfach sein, so dass keine tiefgehenden 
Programmierkenntnisse oder sogar das selbstständige Programmieren in ei-
ner textuellen Programmiersprache nötig sind. 
 
Abbildung 53: Dialog zur Parametrierung der Softwarefunktionsbausteine 
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Das in Abschnitt 4.1 vorgestellte Konzept zur Erstellung benutzerdefinierter 
Softwarefunktionsbausteine sieht eine Kombination aus graphischen und 
textuellen Elementen zur Programmierung vor. In Abbildung 54 ist die auf 
diesem Konzept basierende und in EasyHobby implementierte Entwick-
lungsoberfläche dargestellt. 
Auf der rechten Seite befindet sich die Liste der Softwarefunktionsbaustei-
ne, wie sie bereits aus dem Werkzeugbereich des Datenflussplans bekannt 
sind. Diese wurde durch eine bedingte Verzweigung (if-Anweisung) und 
eine Wiederholung (for-Schleife) erweitert. Links befinden sich im oberen 
Bereich die Bearbeitungs- und Parametrierungswerkzeuge und im unteren 
Bereich der Quellcodeeditor. 
 
 
Abbildung 54: Entwicklungsoberfläche für ein hybrides Konzept zum Er-
zeugen von benutzerdefinierten Funktionsbausteinen auf der dritten Ebene 
der Programmierung, bestehend aus graphischen und textuellen Elementen 
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Sobald der Nutzer einen Funktionsbaustein aus der Liste auf der rechten Sei-
te auswählt, wird dessen Quellcode in den Quellcodeeditor geschrieben. 
Funktionsbausteine, welche nicht intuitiv verständlich sind, werden mit Hil-
fe von Kommentaren erklärt. Einfachere Funktionsbausteine, wie zum Bei-
spiel Grundrechenarten, werden aus Gründen der Übersichtlichkeit nicht 
erklärt. 
Die im eingefügten Funktionsbaustein existierenden Variablen stehen im 
Werkzeugbereich des Dialogs zur weiteren Verarbeitung zur Verfügung. Sie 
können mit Hilfe dieser Werkzeuge umbenannt, ersetzt oder den Ein- und 
Ausgangsverbindern des zu erstellenden Funktionsbausteins zugeordnet 
werden. Der Nutzer kann diese Werkzeuge einsetzen. Er kann die Bearbei-
tung jedoch auch vollständig von Hand durchführen. 
Eine Gültigkeitsprüfung des Quellcodes wurde nicht implementiert, da 
EasyHobby in erster Linie für Nutzertests entwickelt wurde. Auch weitere 
Werkzeuge, wie die Möglichkeit zur Verlinkung externer Bibliotheken oder 
die assistentenunterstützte Erstellung von Quellcode zur Abfrage einfacher 
serieller Datenverbindungen, wurden aus diesem Grund nicht implementiert. 
Die neu erstellten Funktionsbausteine werden in eine separate Gruppe ein-
geordnet, so dass diese leicht identifiziert werden können. Ansonsten sind 
sie aber genau wie die standardmäßig vorhandenen Funktionsbausteine 
nutzbar. Das bedeutet, dass sie auch für die Erstellung weiterer benutzerde-
finierter Funktionsbausteine eingesetzt werden können. 
Einmal erstellte benutzerdefinierte Funktionsbausteine können problemlos 
später bearbeitet und entfernt werden. Für die Bearbeitung wird, genauso 
wie bei der Erstellung, der in Abbildung 54 dargestellte Dialog genutzt. 
5.1.8 Vorgehen bei der Entwicklung eines mikrocontrollerba-
sierten mechatronischen Systems mit Hilfe der Testum-
gebung 
In diesem Abschnitt wird beschrieben, wie ein einfaches mikrocontrollerba-
siertes mechatronisches System mit Hilfe der Testentwicklungsumgebung 
EasyHobby entwickelt werden kann. Im Beispiel wird ein Gleichstrommotor 
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durch einen Taster für zwei Sekunden eingeschaltet. Als Plattform wird der 
PIC18F2520 Mikrocontroller der Firma Microchip [Mic2013a] genutzt. 
Zunächst startet der Nutzer die Software und wählt mit Hilfe des in Abbil-
dung 43 dargestellten Dialogs den PIC18F2520 als Entwicklungsplattform 
aus. Anschließend wird der Informationsdialog zur Inbetriebnahme des Mik-
rocontrollers angezeigt. Der Nutzer kann nun den Mikrocontroller zur Pro-
grammierung vorbereiten. Dieser Schritt kann allerdings auch auf einen spä-
teren Zeitpunkt verschoben werden. 
Nun erfolgt die Modellierung des Ablaufdiagramms für den Mikrocontrol-
ler. Im vorgegebenen Beispiel müssen zwei neue Zustände eingefügt und 
mit je einem Datenflussplan verbunden werden. Nach der Initialisierung soll 
in den ersten Zustand gewechselt werden. Durch einen Tastendruck soll aus 
dem ersten Zustand in den zweiten gewechselt werden. Nach zwei Sekunden 
soll wieder in den ersten Zustand gewechselt werden. Jedem der beiden Zu-
stände wird beim Einfügen in das Ablaufdiagramm eine Variable des Typs 
„bool“ zugeordnet. Außerdem wird die minimale Ausführungsdauer des 
zweiten Zustands auf 2 Sekunden eingestellt. Das somit entstehende Ab-
laufdiagramm ist in Abbildung 46 dargestellt. 
Nachdem das Ablaufdiagramm fertiggestellt wurde, müssen die beiden Da-
tenflusspläne erstellt werden. Dabei wird nicht nur die Softwarefunktionali-
tät, sondern die Gesamtfunktion des mechatronischen Systems modelliert. 
Als erstes werden der Taster und der Gleichstrommotor in den Hardwarebe-
reich eingefügt und an die gewünschten Verbinder angeschlossen. Es ist 
egal, in welchem Datenflussplan dies erfolgt, da die Hardware identisch in 
allen Plänen dargestellt wird. 
Im Dialog zur Parametrierung der Hardware (siehe Abbildung 48) müssen 
für den Taster keine Anpassungen vorgenommen werden. Für den Gleich-
strommotor müssen der Spannungsbereich und die Stromaufnahme einge-
stellt werden. Sowohl für den Taster als auch für den Motor sind Anpas-
sungsschaltungen notwendig, welche sich der Nutzer anzeigen lassen und 
zum Anschließen der Hardware an den Controller nutzen kann. 
Nun erfolgt die Modellierung der Software innerhalb der Datenflusspläne. 
Im Datenflussplan, welcher dem ersten Zustand zugeordnet ist, soll der Mo-
tor ausgeschaltet sein. Daher wird eine Konstante eingefügt, als Datentyp 
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„bool“ festgelegt und mit dem Mikrocontrolleranschluss, an welchem der 
Motor angeschlossen ist, verbunden. Der Standardwert der Konstante muss 
nun noch auf „false“ gesetzt werden. Durch Betätigen des Tasters soll das 
Programm in den nächsten Zustand springen. Das bedeutet, dass die Variab-
le des Typs „bool“ am Ausgang des ersten Zustands den Wert „true“ haben 
muss. Folglich muss diese Variable lediglich in den Softwarebereich des 
Datenflussplans eingefügt und mit dem Taster verbunden werden. Wird der 
Taster gedrückt, so ändert sich der Wert der Variable auf „true“ und die Be-
dingung am Ausgang des Zustands im Ablaufdiagramm ist erfüllt. Im zwei-
ten Zustand ist der Aufbau ähnlich. An den Mikrocontrolleranschluss mit 
dem Motor wird nun eine Konstante mit dem Wert „true“ angeschlossen. 
Der zweite Zustand soll nur einmal durchlaufen werden. Anschließend soll 
sofort in den ersten Zustand zurück gewechselt werden. Daher muss die Va-
riable am Ausgang des zweiten Zustands des Ablaufdiagramms auf „true“ 
gesetzt werden. Dies kann über das Einstellen des Standardwertes der Vari-
able oder über eine vorgeschaltete Konstante erfolgen. In Abbildung 55 sind 
die beiden Datenflusspläne dargestellt. 
 
 
Abbildung 55: Datenflusspläne des Beispielprogramms zum 
tasteraktivierten, zeitgesteuerten Leuchten einer lichtemittierenden Diode 
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Das mechatronische System ist nun modelliert. Mit Hilfe der Informationen 
aus dem Datenflussplan und aus der Schaltung zur Inbetriebnahme der Platt-
form kann der Nutzer die Hardware zusammenstellen und aufbauen. Außer-
dem kann aus dem Modell heraus die Software für den Mikrocontroller er-
zeugt werden. 
5.2 Nutzertests 
Die in Abschnitt 5.1 vorgestellte Software wurde gemeinsam mit Personen 
der möglichen Nutzergruppe getestet. Zentrale Fragestellung dabei war, ob 
die Nutzer mit Hilfe der Testumgebung in der Lage sind, ein funktionsfähi-
ges mikrocontrollerbasiertes mechatronisches System selbstständig zu ent-
wickeln. Vor allem wird der Einfluss der im vorigen Kapitel vorgestellten 
und implementierten Ansätze untersucht. 
Im Einzelnen sollte geklärt werden, ob Nutzer ohne domänenspezifisches 
Expertenwissen mit Hilfe der Testumgebung 
 eine Schaltung zum Programmieren und Betreiben eines Mikrocontrol-
lers aufbauen, 
 die Sensoren und Aktoren mit den entsprechenden benötigten Schaltun-
gen anschließen und 
 die Software für den Mikrocontroller modellieren können. 
Außerdem sollten die folgenden Fragen untersucht werden: 
 Verstehen die Nutzer, während der Nutzung der Testumgebung, einige 
Grundlagen der Elektronik- und Softwareentwicklung sowie der Sig-
nalverarbeitung? 
 Weckt die Nutzung der Software Interesse an mechatronischen Syste-
men? 




5.2.1 Auswahl der Testnutzer 
Grundsätzlich besteht immer das Ziel, dass die ausgewählten Testnutzer die 
eigentliche Nutzergruppe möglichst gut repräsentieren. Mit der hier vorge-
stellten Software sollen Nutzer ohne domänenspezifisches Expertenwissen 
ein technisches Problem lösen können. Sie sollen bereits ein grundsätzliches 
technisches Interesse mitbringen und nach Möglichkeit ein technisches 
Hobby ausüben. 
Personen mit einem solchen Hobby beschäftigen sich allerdings beim Auf-
treten eines technischen Problems gewöhnlich selbstständig mit einer Lö-
sungsfindung, wodurch Expertenwissen auf dem jeweiligen Gebiet erlangt 
wird. Nutzer mit Expertenwissen sind jedoch für den Test ungeeignet. Aus 
diesem Grund wurden mögliche Nutzer gesucht, welche bereits ausreichend 
Wissen erlangt haben, um ein technisches Interesse zu entwickeln, aber noch 
nicht genug Wissen, um technische Probleme lösen zu können. Es zeigte 
sich, dass Schüler höherer Klassenstufen diese Anforderungen am besten 
erfüllen. 
Aus diesem Grund wurden Schüler von Realschulen und Gymnasien ab et-
wa der siebenten Klassenstufe als geeignete Testpersonen eingestuft. Eine 
Übersicht über ihre Altersverteilung ist in Abbildung 56 zu finden. 
Als weitere Bedingung für die Teilnahme am Test wurde vorausgesetzt, dass 
die Schüler noch keine Elektronik- und Programmiererfahrung besitzen. Ein 
allgemeines technisches Interesse sowie grundlegende PC-Kenntnisse waren 
jedoch erwünscht. 
Unter Berücksichtigung dieser Vorgaben wurden sieben Gymnasiasten und 
acht Realschüler ausgewählt. Allerdings hatten sich keine Schülerinnen für 
den Test bereit erklärt, so dass dieser nur mit männlichen Schülern durchge-
führt wurde. Es wurden sechs Gruppen zusammengestellt. Diese bestanden 
aus einmal einer Person, zweimal zwei Personen, zweimal drei Personen 
und einmal vier Personen. Die größeren Gruppen setzten sich aus jüngeren, 
die kleineren Gruppen eher aus älteren Schülern zusammen. 




















Alter der Schüler  
Abbildung 56: Altersverteilung der am Test beteiligten Schüler 
5.2.2 Ablauf der Nutzertests 
Das Arbeitsumfeld während der Durchführung der Tests sollte so gestaltet 
sein, dass sie der voraussichtlichen Nutzungssituation im späteren realen 
Einsatz entspricht. So wurden die Schüler, im Gegensatz zu den in Abschnitt 
3.3.3 vorgestellten Tests mit „EasyKit macht Schule“, nicht im Klassenver-
band betreut, sondern in den einzelnen, vorher festgelegten Gruppen. 
Durch das zum Teil geringe Alter der Probanden musste die Testdauer auf 
maximal eine Stunde beschränkt bleiben, da dies bereits oberhalb der maxi-
malen Konzentrationsdauer dieser Altersgruppe liegt. Da eine Stunde für 
eine vollständige Untersuchung aller implementierten Bestandteile kurz be-
messen ist, mussten verschiedene Prioritäten vergeben und Vereinfachungen 
getroffen werden. Anhand der Prioritäten wurde die Reihenfolge der zu un-
tersuchenden Bestandteile festgelegt. Es erfolgte eine Aufteilung des Tests 
in drei Schritte, welche in folgender Reihenfolge zu bearbeiten waren: 
 Inbetriebnahme der Hardwareplattform 
 Modellierung der Hardware und Software im Ablaufdiagramm und im 
Datenflussplan 
 Erstellung eines neuen Softwarefunktionsbausteins mit Hilfe der dritten 
Ebene der Programmierung zur Nutzung im Datenflussplan 
Während des gesamten Tests wurden die Schüler und ihre Diskussionen be-
obachtet, wobei sie zusätzlich das Gesehene kommentieren und noch einmal 




schnitt 2.3.5 vorgestellte „Thinking Aloud“-Methode während des gesamten 
Testverlaufs zum Einsatz. 
Abweichend von den Nutzertests mit „EasyKit macht Schule“ wurde hier 
auch die Unterstützung bei der Entwicklung der Hardware getestet. Hierfür 
standen den Schülern elektronische Bauteile zur Verfügung, welche mitei-
nander zu verbinden waren, um die gewünschten elektronischen Schaltun-
gen zu realisieren. Aus diesem Grund wurde für den Test ein Baukasten mit 
dem Mikrocontroller PIC18F2520, unterschiedlichen Widerständen, Kon-
densatoren, Quarzen, Tastern, Schaltern und lichtemittierenden Dioden zu-
sammengestellt. Dieser ist in Abbildung 57 auf der rechten Seite zu sehen. 
Die einzelnen Bauteile waren mit ihrem Namen und den jeweiligen Kenn-
größen beschriftet. An Widerstände befand sich also beispielsweise die Be-
zeichnung „Widerstand“ und der entsprechende Widerstandswert. Verschie-
dene Hersteller bieten vergleichbare Baukästen bereits an. So ist beispiels-
weise im Conrad Online Shop ein „Profi-Lernpaket Mikrocontroller“ zu fin-
den [Con2013]. Dieses beinhaltet ähnliche Komponenten wie der hier vor-
gestellte Baukasten. 
Genau wie beim Nutzertest mit „EasyKit macht Schule“, erfolgte zunächst 
die Abfrage einiger statistischer Daten der Schüler wie zum Beispiel das Al-
ter und die Schulbildung. Außerdem sollten die Schüler erklären, ob sie be-
reits mit der Entwicklung von Hardware oder Software vertraut seien. 
 
Abbildung 57: Vereinfachtes Steckbrett und Bauteilsortiment zum 
Aufbau der elektronischen Schaltungen für den Mikrocontroller 
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Anschließend wurde den Schülern vermittelt, was mechatronische Systeme 
sind und welche Aufgaben Mikrocontroller innerhalb dieser Systeme über-
nehmen können. Hierfür wurden einige typische Beispiele des alltäglichen 
Lebens angesprochen und erklärt. 
Inbetriebnahme der Hardwareplattform 
Nach der Vermittlung dieser grundlegenden Informationen, begann der ei-
gentliche Test. Die erste Aufgabe für die Schüler bestand darin, die Test-
software zu starten und die Programmierschaltung für den PIC18F2520 
nachzubauen. Hierfür sollten die Schüler den in Abbildung 44 dargestellten 
Dialog zur Inbetriebnahme der Hardwareplattform nutzen. Um eine solche 
Schaltung aufbauen zu können, muss ein Programmieradapter zur Verfü-
gung stehen, was im vorliegenden Fall beispielsweise eine 
ICD3 [Mic2011b] sein kann. Für den Test wurde vorausgesetzt, dass der 
Nutzer einen solchen Adapter besitzt und dass er die Funktionen der jewei-
ligen Anschlusskabel der Schnittstelle, zum Beispiel durch Lesen des Hand-
buchs, in Erfahrung bringen kann. 
Aus Sicherheits- und Zeitgründen musste darauf verzichtet werden, die 
Schaltung mit Hilfe von Lötkolben oder Steckplatinen zu realisieren. Statt-
dessen erstellten die Schüler die Schaltung auf einem vereinfachten Steck-
brett. Dieses bestand aus einer ebenen Fläche aus Polystyrol, in welche die 
Bauteile hineingesteckt werden konnten. Das Steckbrett ist in Abbildung 57 
auf der linken Seite zu sehen. 
Die elektrischen Verbindungen wurden durch Linien zwischen den An-
schlüssen der Bauteile angedeutet. Der Ablauf des Aufbaus der Schaltungen 
mit dem vereinfachten Steckbrett ist mit dem Schaltungsaufbau auf einer 
Lochraster-Platine zu vergleichen. Allerdings war das zeitaufwändige Löten 
der Verbindungen hier nicht notwendig. Somit konnte die Aufbaudauer für 
die Schaltungen drastisch reduziert werden. Dies war wichtig, da die Vorga-
be der maximalen Testdauer von einer Stunde eingehalten werden musste. 
Modellierung von Hard- und Software 
Im zweiten Teil sollte ein vollständiges mechatronisches System modelliert 




sollte parallel hierzu die zugehörige Hardware auf dem Steckbrett aus dem 
ersten Aufgabenteil realisiert werden. 
Hierfür musste den Schülern zunächst eine Einführung in die Grundfunktio-
nen der Testumgebung gegeben werden. Zwar soll die hier vorgestellte Te-
stumgebung die Entwicklung eines mechatronischen Systems erleichtern, 
jedoch ist es unrealistisch, dass die einzelnen graphischen Programmierspra-
chen und ihre Zusammenhänge von Nutzern ohne jegliches Expertenwissen 
intuitiv verstanden werden können. Den Schülern wurde die Funktionsweise 
des Ablaufdiagramms und der Datenflusspläne erklärt, indem das Beispiel 
aus Abschnitt 5.1.8 modelliert wurde. Auf die Demonstration des Aufbaus 
der Hardware auf dem Steckbrett wurde verzichtet. 
Eine solche Einführung kann späteren Nutzern in Form eines Videos oder 
auch integriert in die Entwicklungsoberfläche zur Verfügung gestellt wer-
den. Die wichtigsten Informationen über die zentralen Bestandteile der 
Software können dabei in wenigen Minuten vermittelt werden. 
Nach der kurzen Vorstellung konnten die Nutzer mit der Entwicklung ihres 
eigenen mechatronischen Systems beginnen. Hierfür erhielten sie die Auf-
gabe, eine lichtemittierende Diode (LED) abwechselnd für die Dauer von 
einer Sekunde an- und anschließend genauso lange auszuschalten. Hierfür 
sollten die Nutzer zunächst zwei Zustände in das Ablaufdiagramm einfügen 
und parametrieren. Jedem Zustand sollte ein Datenflussplan zugewiesen 
werden, in welchem anschließend die Hard- und Softwaremodellierung er-
folgen sollte. Der Nutzer muss also das Ablaufdiagramm sowie die Hard-
ware-, Software- und Schnittstellenebene der Datenflusspläne manipulieren. 
Auf diese Weise konnte der Hauptprogrammierbereich der Umgebung ge-
testet werden.  
In diesem Teil des Tests wurden die Schüler besonders intensiv dazu aufge-
fordert, die vorhandenen Systembestandteile noch einmal mit ihren eigenen 
Worten zu beschreiben. So entstand ein umfassendes Bild darüber, wie die 
einzelnen Bestandteile der Testumgebung verstanden wurden. 
Nach Fertigstellung der Software wurde diese vom Tester auf ihre Funkti-
onsfähigkeit überprüft. Wurde die gewünschte Funktionalität nicht erreicht, 
so beschrieb der Tester, wie sich das entwickelte System verhalten würde. 
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Dies war nötig, da in der Testumgebung noch kein Simulationsmodus oder 
Onlinedebugging, wie in Abschnitt 3.1.2 für EasyKit vorgestellt, implemen-
tiert wurde. Es wurde darauf geachtet, dass nur das im Simulationsmodus 
erkennbare Verhalten wiedergegeben wurde. Auf diese Weise sollte getestet 
werden, ob die Nutzer die auftretenden Fehler mit Hilfe des Simulationsmo-
dus erkennen und verbessern können. 
 
Erstellung eines neuen Softwarefunktionsbausteins 
Auch die Erstellung eines neuen Softwarefunktionsbausteins ist ohne eine 
kurze Einführung nicht möglich. Daher wurde dies am Beispiel einer Addi-
tion von drei Zahlen vorgeführt. Auch dieser Schritt lässt sich sehr gut in 
Form eines Videos darstellen. In wenigen Minuten sind dabei alle wichtigen 
Bestandteile der Oberfläche erklärt. 
Nach der Einführung in die Oberfläche wurde den Nutzern die Aufgabe ge-
stellt, einen Softwarefunktionsbaustein zu erstellen, welches die Gleichung 
 abbildet. Durch die Multiplikation mit der Zahl  mussten die 
Nutzer eine Möglichkeit finden, eine Konstante zu erzeugen. Die Lösung 
dieser Problematik wurde genau beobachtet, da sie erste Rückschlüsse zu-
lassen kann, ob die Nutzer mit der Oberfläche arbeiten können. 
Da bis zu den Tests noch keine Gültigkeitsprüfung für den Quellcode im-
plementiert wurde, übernahm der Tester diese Funktion. Traten im Quell-
code fehlerhafte Programmfragmente auf, so machte er auf diese aufmerk-
sam, indem er kurze Fehlermeldungen ansagte. Diese Meldungen stellten 
den Testnutzern nur wenige Informationen zur Verfügung, welche sich an 
den üblichen Debugging-Fehlermeldungen von Compilern orientierten. 
In Abbildung 58 ist der Ablauf der Nutzertests noch einmal graphisch dar-
gestellt. Die Abbildung zeigt in Kurzform die zuvor bereitgestellten Infor-
mationen, die durchzuführenden Aufgabenstellungen und die wichtigsten 






Abbildung 58: Zusammenfassung des Ablaufs der Nutzertests 
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5.2.3 Ergebnisse der Nutzertests 
In der anfänglichen Befragung gaben alle Schüler an, dass sie noch nie ein 
mikrocontrollerbasiertes mechatronisches System entwickelt hätten. 
Bezüglich der Erfahrungen in der Entwicklung elektronischer Schaltungen 
zeichnete sich ein ähnliches Bild ab. Lediglich ein Schüler erwähnte, dass er 
eine Lichtorgel aus einem Bausatz zusammengebaut hätte. Lichtorgeln sind 
Beleuchtungssysteme, welche früher oft in Diskotheken eingesetzt wurden 
und ihre Helligkeit mit der Amplitude bestimmter Frequenzbereiche verän-
derten. Der Schüler musste dabei keine Dimensionierung von Bauteilen vor-
nehmen, sondern lediglich die Bauteile nach einem vorgegebenen Schema 
anordnen, so dass der Begriff Schaltungsentwicklung hier eigentlich nicht 
zutreffend ist. Dennoch sollte dies hier erwähnt sein, da diese Erfahrung ein 
besseres Verständnis elektrischer Schaltkreise mit sich bringt. 
Die Schüler wurden außerdem gefragt, ob sie bereits in irgendeiner Weise 
Programmiererfahrungen gesammelt hätten. Ein Schüler gab dabei an, be-
reits mit LEGO MINDSTORMS NXT gearbeitet zu haben. Ein anderer hat-
te bereits versucht, eine Software mit Hilfe der Sprache Gambas [Gam2013] 
zu entwickeln, was er allerdings nach einigen Fehlversuchen aufgab. An-
sonsten gaben alle Schüler an, keine Programmiererfahrung zu besitzen. 
Inbetriebnahme des Mikrocontrollers 
Der Nachbau der Schaltung zur Inbetriebnahme des Mikrocontrollers mit 
Hilfe des vorgegebenen Schaltplans war für alle Gruppen problemlos mög-
lich. Lediglich eine Gruppe vergaß eine Kabelverbindung zwischen dem 
Resetschalter und der Masse herzustellen. Der Resetschalter hätte auf diese 
Weise nicht funktioniert. Die Programmierung des Mikrocontrollers wäre 
jedoch trotz dieses Fehlers problemlos möglich gewesen. 
Die schnellste Gruppe benötigte für den Aufbau weniger als acht Minuten. 
Der Durchschnitt lag bei etwas mehr als elf Minuten. Die beiden Gruppen 
mit den jüngsten Schülern benötigten im Schnitt etwa 45% mehr Zeit als die 
anderen Gruppen. 
Aus den Diskussionen zeigte sich, dass die Schüler die im Schaltplan ge-
nutzten Schaltzeichen für die Bauelemente zuvor nicht kannten. Die hierfür 




hatten einige Schüler Probleme, die richtigen Bauteile auszuwählen, obwohl 
die Bezeichnungen eindeutig waren. Zwar wurden diese von den anderen 
Teilnehmern aus der Gruppe korrigiert, dennoch kann es an dieser Stelle 
sinnvoll sein, Fotos der Bauteile in die Legende zu integrieren. 
Modellierung der Hard- und Software 
Wie bereits beschrieben, sollten die Schüler eine LED abwechselnd für eine 
Sekunde ein- und für eine Sekunde ausschalten. Um das hierfür benötigte 
mechatronische System zu modellieren, begannen alle Schüler mit der Er-
weiterung des Ablaufdiagramms. Es wurde von den Schülern erkannt, dass 
zwei neue Zustände in das Ablaufdiagramm eingefügt werden mussten und 
dass jeder Zustand nur einen Ausgangsverbinder benötigte. Auch die Zuwei-
sung der Bedingungen am Ausgang des Zustands und die Zuordnung der 
Datenflusspläne zu den Zuständen stellte für die Schüler kein Hindernis dar. 
Ein erstes Problem trat auf, als die Schüler versuchten, die minimale Aus-
führungsdauer der Zustände einzustellen. Eigentlich muss hier bei beiden 
Zuständen eine Sekunde eingestellt werden. Manche Schüler waren aller-
dings zunächst der Meinung, dass dies nur bei einem Zustand sein müsste, 
während beim zweiten Zustand keine minimale Ausführungsdauer einge-
stellt werden müsste. Durch Diskussionen zwischen den Schülern konnten 
diese Fehler jedoch schnell beseitigt werden, so dass am Ende alle Gruppen 
zum richtigen Ergebnis kamen. Dieses Problem trat nur in den jüngeren 
Gruppen auf, so dass die Annahme nahe liegt, dass die jüngeren Schüler 
größere Probleme hatten, sich in die Funktionsweise des zeitlichen Ablaufs 
des Ablaufdiagramms hinein zu versetzen. 
Um die Hardware im Datenflussplan zu modellieren, musste lediglich eine 
LED in den Hardwarebereich eingefügt und parametriert werden. Die 
elektrischen Parameter wurden den Schülern dabei vorgegeben, da diese 
beispielsweise aus einem Datenblatt entnommen werden müssen. Dieser 
Schritt stellte für die Nutzer keine Hürde dar, jedoch benötigten einige 
Gruppen etwas Zeit, um die LED in der Bibliothek der Hardwaremodellie-
rungswerkzeuge zu finden. Die Implementierung einer Schnellsuche kann 
hier Abhilfe schaffen. Bei den jüngeren Gruppen ergab sich die Frage, ob 
ein Taster oder Schalter für das Programm nötig sei. Diese Frage konnten 
die Gruppen jedoch auch durch Diskussionen untereinander schnell klären. 
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Nachdem die Hardware modelliert wurde, sollten die Schüler diese auch auf 
dem Steckbrett realisieren. Es wurde von allen Gruppen erkannt, dass eine 
Anpassungsschaltung benötigt wurde. Auch den Schaltplan dieser Anpas-
sungsschaltung anzeigen zu lassen und zu realisieren, stellte für die Schüler 
kein Hindernis dar. Sie erkannten dabei selbstständig, an welchen Mikro-
controlleranschluss die LED angeschlossen werden musste und bewiesen 
somit, dass sie die Beziehung zwischen der Schnittstellenebene innerhalb 
des Datenflussplans und dem eigentlichen Mikrocontroller verstanden hat-
ten. 
Um die LED blinken zu lassen, muss in einem Datenflussplan der An-
schluss, mit welchem die LED verbunden ist, auf „true“ gesetzt werden, 
während in dem anderen Datenflussplan der gleiche Anschluss auf „false“ 
gesetzt werden muss. Den ersten Teil konnten die Schüler fehlerlos realisie-
ren, indem sie eine Konstante mit dem Anschluss verbanden und den Wert 
der Konstante auf „true“ setzten. Auch die Auswahl des Datentyps stellte für 
die Testnutzer keine große Herausforderung dar. Allerdings vergaß eine 
Gruppe, dass auch der Anschluss im zweiten Datenflussplan verbunden 
werden musste. Außerdem wurde von zwei anderen Gruppen vergessen, 
dass den Variablen, welche als Bedingungen an den Ausgangsverbindern 
der Zustände des Ablaufdiagramms festgelegt wurden, ebenso ein Wert zu-
gewiesen werden musste, um in den an diesen Verbinder angeschlossene 
Zustand springen zu können. 
Beide Fehler stellen ungültige Zustände dar. In der zum Test genutzten Ver-
sion wurden diese Fehler noch nicht durch die Software erkannt. Die Wahr-
scheinlichkeit des Auftretens solcher Fehler ist signifikant und als kritisch 
einzustufen, so dass bei der Weiterentwicklung der Software eine Prüfung 
der Plausibilität der Datenflusspläne implementiert werden muss. Diese 
muss überprüfen, ob allen benötigten Variablen und allen angeschlossenen 
Aktoren entsprechende Werte zugewiesen wurden. 
Allerdings konnten die Schüler diese Probleme selbst lösen, nachdem das 
von ihnen programmierte Verhalten simuliert wurde. Wie bereits beschrie-
ben, wurde die Simulation durch den Tester nachgestellt, indem er den 
Schülern erklärte, wie sich das System verhalten würde. Mit Hilfe dieser 




tion wurde davon ausgegangen, dass den Aktoren kein neuer Wert zugewie-
sen wird, sondern der zuvor zugewiesene Wert bestehen bleibt. Für die nicht 
verbundenen Variablenfunktionsbausteine wurde angenommen, dass der 
jeweilige Standardwert genutzt wird, was beim Datentyp „bool“ dem Wert 
„false“ entspricht. Diese Annahmen entsprechen dem realistischen Verhal-
ten des mit der Software erzeugten Quellcodes. Auf diese Weise erreichten 
alle Gruppen das Ziel, das System auf dem Steckbrett aufzubauen und in der 
Testumgebung zu modellieren und zu programmieren. Auch hier benötigten 
die jüngeren Gruppen deutlich mehr Zeit. 
Abschließend zu diesem Teil des Tests wurden die Schüler darum gebeten, 
die Beziehung zwischen dem Software- und dem Hardwarebereich am Bei-
spiel der LED zu erklären. Es zeigte sich, dass alle Gruppen die Beziehung 
zwischen der elektrischen Größe an der Hardware und der Repräsentation 
dieser Größe als Datentyp im Softwarebereich verstanden hatten. 
Erstellung eines neuen Softwarefunktionsbausteins 
Wie bereits beschrieben, sollten die Nutzer im dritten Teil des Tests selbst-
ständig einen Softwarefunktionsbaustein erstellen. Die jüngste Gruppe wur-
de von dieser Aufgabe ausgenommen, da zum einen ihre maximale Auf-
merksamkeitsdauer bereits erreicht war und zum anderen die zu testende 
dritte Ebene der Programmierung in erster Linie für die Nutzung durch fort-
geschrittene Anwender vorgesehen ist. 
Wie bereits beschrieben, sollte die Gleichung  abgebildet wer-
den. Am Einfachsten lässt sich dies in zwei Zeilen durch eine Multiplikati-
on, gefolgt von einer Addition, darstellen. Das Einfügen der beiden hierfür 
benötigten Funktionsbausteine konnte von allen Gruppen gemeistert werden. 
Eine Gruppe hatte die Aufgabenstellung zunächst jedoch nicht richtig ver-
standen. Daher wurde ihnen zusätzlich die in Abbildung 59 dargestellte 
Skizze gezeigt. Anschließend konnten auch sie die beiden Funktionsbaustei-
ne einfügen. Wie erwartet, traten zunächst Probleme beim Einsetzen der 
Zahl auf. Eine Gruppe entschloss sich jedoch sehr schnell, einen Multiplika-
tor des Multiplikationsschrittes im Quelltext durch die Zahl zu ersetzen, 
wodurch das Ziel hier bereits erreicht war.  
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Abbildung 59: Skizze des während des Nutzertests zu entwerfenden Funkti-
onsbausteins 
Drei Gruppen durchsuchten die Softwaremodellierungswerkzeuge und fan-
den den Funktionsbaustein „Konstante“. Diesen fügten sie ein, setzten den 
Wert der Konstante auf  und ersetzten einen Multiplikator durch die Kon-
stante. Lediglich eine Gruppe erreichte das Ziel nicht. Sie gaben hierfür 
Konzentrationsschwierigkeiten an, weshalb der Versuch mit dieser Gruppe 
abgebrochen wurde. Abbildung 60 zeigt, welche Altersgruppen der Schüler 
die Teilabschnitte des Tests erfolgreich absolvierten.  
Abbildung 60: Übersicht über den Grad der Zielerreichung 




Die vier Gruppen, welche bis zu diesem Punkt gekommen waren, mussten 
nun nur noch festlegen, welche Variablen als Ein- und Ausgangsverbinder 
des neuen Funktionsbausteins festgelegt werden sollten. Dies bereitete keine 
Schwierigkeiten. Auch der Einsatz der Werkzeuge zum Umbenennen und 
Ersetzen der Variablen stellte die Schüler vor keine großen Herausforderun-
gen. 
Abschließende Befragung 
Nachdem alle Gruppen den Test beendet hatten, wurden sie nach dem all-
gemeinen Eindruck zur Software und zum Test befragt. Alle Schüler gaben 
an, dass ihnen die Tests Spaß gemacht hätten und dass sie sich grundsätzlich 
vorstellen könnten, ein solches System in der Freizeit zu nutzen. Zwei Schü-
ler merkten allerdings an, dass sie bisher kein Hobby betreiben würden, in 
welchem ein solcher Einsatz möglich wäre und dass ihr technisches Interes-
se auch nicht so ausgeprägt sei, um ein Hobby in einem solchen Bereich zu 
beginnen. Andere Schüler zählten hingegen bereitwillig verschiedene An-
wendungsmöglichkeiten aus ihrem näheren Umfeld auf und zeigten ihre Be-
reitschaft, diese auch zu realisieren. In Abbildung 61 ist die Verteilung des 
Interesses der Schüler an einer weiteren Nutzung des Entwicklungssystems 
dargestellt. 
Den Schülern wurde klar gemacht, dass fehlerhafte Schaltungen auch zur 
Zerstörung des Systems führen könnten. Dennoch erklärten sie, dass sie sich 
in der Lage fühlten, die Entwicklung eines mechatronischen Systems mit 
Hilfe eines solchen Entwicklungssystems auch ohne Beteiligung einer fach-
kundigen Person durchzuführen. Die Angst bei der erstmaligen Entwicklung 
eines nichtmodulbasierten mechatronischen Systems einen Fehler zu ma-
chen, wird durch dieses Entwicklungssystem also deutlich reduziert. 
Vor allem die jüngeren Schüler wiesen allerdings darauf hin, dass sie hierfür 
lieber in einer Gruppe zusammen mit anderen Schülern arbeiten würden. 
Abbildung 62 zeigt eine Übersicht, wie viele Nutzer sich eine individuelle 
Arbeit mit dem System vorstellen könnten und wie viele die Arbeit in einer 
Gruppe bevorzugen würden. Auch wenn viele Schüler die Gruppenarbeit 
bevorzugen, zeigt sich doch, dass die Einstiegsbarrieren in das Themenge-
biet der Mechatronik mit Hilfe des hier vorgestellten Systems gesenkt wer-
den können. 























Abbildung 61: Verteilung des Interesses der Schüler an der weiteren 


















Abbildung 62: Übersicht über die Verteilung der durch die Schüler 





In diesem Kapitel wurde zunächst vorgestellt, in welcher Weise die Umset-
zungskonzepte aus dem vorigen Kapitel in die Testentwicklungsumgebung 
EasyHobby implementiert wurden. Dabei standen die Realisierung der Mo-
dellierung der Hardware und die dritte Ebene der Softwareentwicklung im 
Zentrum. Aber auch die sonstigen Erweiterungen, welche die Nutzbarkeit 
des Systems steigern sollten, wurden hier vorgestellt. 
Im zweiten Teil standen die Nutzertests im Zentrum. Zunächst wurden hier-
für die Auswahl der Nutzer und der Aufbau des Tests beschrieben. An-
schließend wurden die Ergebnisse der Tests vorgestellt. Wichtige Aussagen 
sind: 
 Der Aufbau der Hardwarebestandteile bereitete keine Schwierigkeiten. 
 Auch die Erweiterung des Ablaufdiagramms war für die Schüler mög-
lich. 
 Die Modellierung der Hardware und der Software im Datenflussplan 
konnte ebenso von allen Schülern realisiert werden. Die einzigen hier-
bei aufgetretenen Probleme können in zukünftigen Versionen durch ei-
ne einfache Prüfung der Plausibilität der Datenflusspläne abgefangen 
werden.  
 Die Nutzung der dritten Ebene der Programmierung stellte die größte 
Herausforderung dar. Dennoch waren 80% der Testgruppen hierbei er-
folgreich. 
 Grundsätzlich kann gesagt werden, dass Schüler aller getesteten Alters-
klassen fähig sind, die Hauptbestandteile eines solchen Entwicklungs-
systems erfolgreich zu nutzen. Dabei hängt der Erfolg jedoch stark vom 
Interesse, der Konzentrationsfähigkeit und dem logischen Denkvermö-
gen der Nutzer ab. 
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 Die jüngeren Schüler hatten mehr Probleme und benötigten mehr Zeit 
bei der Arbeit mit dem System als die älteren Schüler. Es ist daher 
sinnvoll, wenn jüngere Nutzer bis etwa 15 Jahre in kleinen Gruppen o-
der unter Aufsicht arbeiten, da einige Verständnisprobleme durch Dis-
kussionen untereinander gelöst werden können. 
 Die Motivation eines Teils der Schüler, sich auch außerhalb der Schule 
mit diesem Themengebiet zu beschäftigen, ist ein wichtiger Fortschritt. 
Dies resultiert vor allem aus der umfassenden Unterstützung bei der 
Entwicklung der Hard- und der Software des mechatronischen Systems, 
wodurch die Angst vor Fehlern während der Entwicklung reduziert 
wird. Wie bei vielen Einstiegssystemen gilt auch hier, dass die Motiva-
tion des Nutzers von zentraler Bedeutung ist. 
In Abbildung 20 und in Abbildung 21 wurden Zielstellungen dargestellt, 
nach welchen eine hohe Flexibilität der Hard- und Softwareentwicklung für 
Nutzer mit wenig oder gar keinem domänenspezifischen Expertenwissen 
ermöglicht werden sollte. Natürlich konnte die Flexibilität von professionel-
len textbasierten Umgebungen zur Softwareentwicklung nicht erreicht wer-
den, da einfach nutzbare graphische Methoden immer auf Abstraktionen zu-
rückgreifen müssen und somit nicht jede erdenklich Funktion zur Verfügung 
stellen können. Allerdings geht die realisierbare Funktionalität eines mit 
dem Drei-Ebenen-Konzept modellierten Mikrocontrollerprogramms deutlich 
über die mögliche Funktionalität eines durch eine einschichtige Lösung er-
zeugten Programms hinaus. 
Auch die Hardwareentwicklung ist natürlich nicht so flexibel, wie die 
grundlegende Entwicklung einer Schaltung durch einen Elektronikspezialis-
ten. Aber auch hier war eine deutliche Steigerung im Vergleich zu rein mo-
dulbasierten Ansätzen möglich. Die einfache Anwendbarkeit durch die Ziel-
gruppe wurde in den Nutzertests unter Beweis gestellt. 
Damit kann also gesagt werden, dass die gesteckten Ziele erreicht wurden. 
Weiterhin zeigten die Nutzertests, dass die Modellierungsmöglichkeiten der 
Hardware innerhalb der Software tatsächlich das technische Verständnis, 




6 Zusammenfassung und Ausblick 
Im Mittelpunkt dieser Arbeit standen Untersuchungen über mögliche Maß-
nahmen zur Gestaltung von Entwicklungssystemen, welche Nutzer bei einer 
flexiblen und weitestgehend plattformunabhängigen Entwicklung mikrocon-
trollerbasierter mechatronischer Systeme unterstützen. Zur Entwicklung sol-
cher Systeme gehören dabei die Realisierung der benötigten elektronischen 
Schaltungen und die Programmierung des darin enthaltenen Mikrocontrol-
lers. Beide Schritte sollen möglichst mikrocontrollernah erfolgen, um eine 
hohe Flexibilität zu gewährleisten und um den Nutzern einen Einblick in die 
Funktionsweise der Mikrocontrollertechnik zu ermöglichen. Ziel war es au-
ßerdem, dass die Nutzer hierfür über kein oder nur sehr grundlegendes do-
mänenspezifisches Expertenwissen auf den Gebieten der Elektronik und In-
formationstechnik verfügen müssen. 
6.1 Zusammenfassung 
Der erste Teil der Arbeit widmet sich den wichtigsten Grundlagen mikro-
controllerbasierter mechatronischer Systeme. Hierfür wurde zunächst der 
Begriff der mechatronischen Systeme sowie deren Aufbau und Entwurf be-
schrieben. Anschließend erfolgte eine Erweiterung dieses Begriffs auf die 
mikrocontrollerbasierten Systeme. In diesem Zusammenhang wurde der Be-
griff des domänenspezifischen Expertenwissens im Bereich der Mechatronik 
erklärt. Dem schloss sich eine Vermittlung grundlegender Informationen zur 
Programmierung von Mikrocontrollern an, wobei vor allem die Begriffe der 
Plattformunabhängigkeit, der modellbasierten Softwareentwicklung und der 
graphischen Programmierung im Zentrum des Diskussion standen. Weiter-
hin wurde ein Überblick über das Themengebiet der Mensch-Maschine-
Schnittstelle gegeben. Dies beinhaltete eine Beschreibung der in dieser Ar-
beit eingesetzten Methoden der Usability-Evaluierung. Es folgte eine Unter-
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suchung bereits existierender Entwicklungssysteme für mikrocontrollerba-
sierte mechatronische Systeme, wobei an dieser Stelle reine Program-
mierumgebungen genauso im Fokus standen wie Systeme, welche den ge-
samten Entwicklungsprozess mikrocontrollerbasierter mechatronischer Sys-
teme unterstützen. Auf diese Weise konnten Defizite der existierenden Sys-
teme erkannt werden, was die wichtigste Grundlage dieser Arbeit darstellt.  
Auf Basis der zusammengetragenen Defizite wurden im Rahmen des Pro-
jekts EasyKit die ersten Lösungsansätze für eine Vereinfachung der Pro-
grammierung von mikrocontrollerbasierten Systemen auf der Mikrocontrol-
lerebene entwickelt. Nach der Vorstellung der Hard- und Softwarebestand-
teile der industriellen Version von EasyKit wurden die Komponenten des 
EasyKit Starters vorgestellt. Einen wichtigen Bestandteil des Gesamtsys-
tems stellt dabei ein web-based Training dar, durch welches wichtiges 
Grundlagenwissen bereitgestellt wird. Mit diesem System, allerdings ohne 
das web-based Training, konnten erste Nutzertests mit unterschiedlichen 
Nutzergruppen durchgeführt werden. Dabei konnte nachgewiesen werden, 
dass der EasyKit Starter grundsätzlich auch durch Anwender ohne ingeni-
eurswissenschaftliches Expertenwissen eingesetzt werden kann. Erstmals 
konnte diesen Nutzern eine einfache Möglichkeit zur Programmierung auf 
der Mikrocontrollerebene zur Verfügung gestellt werden. Die Ergebnisse 
dieser Tests zeigten dennoch weitere Defizite auf, welche in erster Linie auf 
der Seite der Hardwareentwicklung angesiedelt waren. 
Es mussten neue Ansätze zur Beseitigung dieser Defizite erarbeitet werden. 
Dazu wurden Anforderungen formuliert und neue Realisierungskonzepte 
entwickelt. Ein Realisierungskonzept beinhaltete erstmalig die Integration 
einer Repräsentation der elektronischen Hardware auf Mikrocontroller- und 
Schaltungsebene innerhalb der Entwicklungsumgebung. Somit kann eine 
integrierte Hard- und Softwaremodellierung innerhalb einer einzigen Ent-
wicklungsumgebung erfolgen, wodurch die Eigenschaften der genutzten 
Plattform sowie der Sensoren und Aktoren in die Softwaremodellierung ein-
fließen können. Eine besondere Rolle kommt an dieser Stelle der Schnitt-
stellenebene zwischen Hard- und Softwarebereich zu, welche die Wandlung 
zwischen den elektrischen Signalen des Hardwarebereichs und der entspre-




übernimmt. Um die Hardwaremodellierung zu ermöglichen, wurde eine 
Vielzahl in dieser Arbeit vorgestellter Applikationen realisiert. 
Ein weiteres vorgestelltes Realisierungskonzept sieht die Nutzung einer hyb-
riden Programmierumgebung vor, welche graphische Methoden zur Pro-
grammierung anbietet, jedoch eine editierbare textuelle Darstellung des 
Quellcodes besitzt. Auf diese Weise kann eine hohe Flexibilität bei gleich-
zeitiger guter Nutzerfreundlichkeit erreicht werden. Zudem ermöglicht diese 
Kombination erstmals das einfache Erlernen der Syntax einer textuellen 
Programmiersprache, indem graphische Elemente eingesetzt werden. 
Weitere vorgestellte Realisierungskonzepte beinhalten Ergebnisse von Un-
tersuchungen darüber, welches Wissen Nutzern ohne domänenspezifisches 
Expertenwissen zur Verfügung gestellt werden muss und wie dieses aufbe-
reitet werden kann.  
Die Realisierungskonzepte stellen in ihrer Gesamtheit erstmals ein umfas-
sendes Gesamtkonzept dar, welches Nutzer ohne domänenspezifisches Ex-
pertenwissen innerhalb einer einzigen Entwicklungsumgebung beim Ein-
stieg in die Entwicklung mikrocontrollerbasierter mechatronischer Systeme 
unterstützt. Das Gesamtkonzept reicht dabei von der Inbetriebnahme der 
informationstechnischen Plattform über die Anbindung von Sensoren und 
Aktoren bis hin zur eigentlichen Programmierung mit Hilfe graphischer 
Modellierungssprachen. Dabei steht in jedem Schritt erstmals das Verstehen 
der jeweiligen auftretenden Probleme im Zentrum und nicht das Ausblenden 
schwieriger Sachverhalte durch eine Modularisierung. Auf diese Weise kann 
die Lücke zwischen einfach nutzbaren modulbasierten Entwicklungssyste-
men und flexiblen modellbasierten Expertensystemen geschlossen werden. 
Zudem ist trotz der einfachen Einsetzbarkeit erstmals eine weitestgehend 
plattformunabhängige Entwicklung möglich. 
Im Anschluss an die Vorstellung der Konzepte konnten die erfolgverspre-
chendsten Ansätze in eine Testumgebung implementiert werden. Dabei er-
wies es sich als sinnvoll, viele Bestandteile der Entwicklungsumgebung 
EasyLab aufzugreifen und durch neue Komponenten zu erweitern oder zu 
ersetzen. 
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Mit der so realisierten Testentwicklungsumgebung erfolgten Nutzertests. Da 
als wichtigste Nutzergruppe vor allem junge, technikbegeisterte Personen 
angesprochen werden sollen, bestand die Kreis der Testnutzer aus Schülern 
der mittleren bis oberen Klassenstufen. Die Ergebnisse der Tests zeigten, 
dass die Schüler durch die Implementierung der Ansätze fähig waren, die 
Hardware und die Software für mikrocontrollerbasierte mechatronische Sys-
teme auf der Mikrocontrollerebene zu entwickeln. Es konnte gezeigt wer-
den, dass die Integration der Hardwaredarstellung in die Entwicklungsum-
gebung das Verständnis der Eigenschaften spezieller Signalarten und der 
Funktionalität der Peripherie des Mikrocontrollers ermöglichte. Außerdem 
konnte den Testnutzern die Angst vor dem Einarbeitungsaufwand in die 
Themen der Mikrocontrollertechnik und der Mechatronik genommen wer-
den, da die Entwicklung des Systems für die Schüler einfach war und sie in 
jedem Schritt auf mögliche Probleme hingewiesen wurden. Ein weiterer po-
sitiver Effekt ist, dass die Nutzer sich selbstständig Gedanken über weitere 
Anwendungen in unterschiedlichen Bereichen machten, was zeigt, dass sie 
die flexiblen Einsatzmöglichkeiten von Mikrocontrollern weitestgehend ver-
standen hatten. 
Das Ziel, auch Nutzern ohne domänenspezifisches Expertenwissen den Ein-
stieg in die flexible Entwicklung der mikrocontrollerbasierten mechatroni-
schen Systeme auf der Mikrocontroller- und Schaltungsebene zu ermögli-
chen, wurde daher erreicht. 
6.2 Ausblick 
Es ist wünschenswert, die untersuchten, implementierten und getesteten An-
sätze weiterzuentwickeln und zu nutzen. Eine Möglichkeit ist natürlich die 
Weiterentwicklung der hier vorgestellten Testumgebung zu einer stabilen 
und umfassend funktionsfähigen Software. Im Rahmen der Arbeit war eine 
solche Entwicklung jedoch nicht das Ziel, da der Schwerpunkt der Untersu-
chungen auf der Entwicklung von Maßnahmen zur Verbesserung der Nutz-
barkeit von Entwicklungssystemen für mikrocontrollerbasierte mechatroni-
sche Systeme lag. Die folgenden Erweiterungen sind vorstellbar und können 




Mit der im fünften Kapitel vorgestellten Testentwicklungsumgebung kann 
Quellcode in der Programmiersprache C erzeugt werden. Um diese Entwick-
lungsumgebung weiterzuentwickeln, kann sie um verschiedene und in ande-
ren Systemen bereits genutzte Bestandteile erweitert werden. So bringt die 
Integration eines Simulationsmodus, in welchem der Nutzer die Funktion 
der erstellten Mikrocontrollersoftware in der Entwicklungsumgebung testen 
kann, viele Vorteile mit sich. Außerdem bietet sich die Implementierung der 
jeweiligen Toolchains an, um den Quellcode für die jeweiligen Plattformen 
übersetzen und auf diese laden zu können. Ist dies realisiert, kann eine Mög-
lichkeit vorgesehen werden, mit welcher Daten von der jeweiligen Plattform 
an die Entwicklungsumgebung gesendet werden, in welcher sie dargestellt 
werden können, um so ein Onlinedebugging zu ermöglichen. 
Im Sinne einer weiteren Verbesserung der Nutzerfreundlichkeit können Vor-
lagen zum Erstellen des Ablaufdiagramms eingeführt werden. Diese sollten 
Zustände mit vorgefertigten und vollständig funktionsfähigen Datenfluss-
plänen beinhalten. Darin können Abläufe vorgesehen werden, welche häufig 
genutzt werden, wie zum Beispiel die Betätigung eines Tasters oder das Ein-
schalten eines Motors. Um bereits beim Einfügen des Zustands in das Ab-
laufdiagramm auf dessen Funktionsweise hinzuweisen, können verschiedene 
Parameter, wie die Ausführungszeit oder die Bedingungen am Ausgang des 
Zustands, vom Nutzer dialogbasiert vorgegeben werden. Nach dem Einfü-
gen können der aus der Vorlage erzeugte Zustand und dessen zugehöriger 
Datenflussplan bearbeitet werden, so dass auch hier eine hohe Flexibilität 
gewährleistet ist. 
In Abschnitt 4.3.3 wurden verschiedene Systeme vorgestellt, deren Anwen-
dungen als Vorlage für die Modellierungswerkzeuge des Datenflussplans 
dienten. Die Systeme wurden gemeinsam mit Nutzern aus dem Hobbybe-
reich ausgewählt, so dass die wichtigsten Funktionen zur Verfügung stehen. 
Es werden jedoch immer wieder neue Applikationen auftreten, welche mit 
den aktuellen Werkzeugen nicht realisiert werden können. Die Erweiterung 
der Modellierungswerkzeuge ist daher ein wichtiger Schritt, um neue Senso-
ren, Aktoren oder Softwarefunktionen einzubinden. Hierfür sind beispiels-
weise internetbasierte Austauschmöglichkeiten zwischen den Nutzern zu 
untersuchen. 
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Auch die dritte Ebene der Programmierung kann durch weitere Werkzeuge 
verbessert werden, so dass die Anbindung neuer Sensoren und Aktoren ein-
facher möglich wird. So sind beispielsweise die Möglichkeiten zur Imple-
mentierung einer graphischen Oberfläche zur Anbindung von seriellen 
Schnittstellen (zum Beispiel SPI) zu untersuchen. Viele Analog-Digital-
Wandler und kostengünstige Sensoren arbeiten mit solchen Schnittstellen, 
welche sich oft nur in wenigen Merkmalen unterscheiden. Mit Hilfe einer 
solchen unterstützenden Oberfläche kann der Nutzer einen Funktionsbau-
stein erstellen, welcher die Daten der Schnittstelle auslesen kann. Diesen 
Funktionsbaustein kann er anschließend anderen Nutzern zur Verfügung 
stellen. 
Die Unterstützung der Ansätze zur integrierten Hardware und Software-
Entwicklung können ebenso weiter vorangetrieben werden. So ist es bei-
spielweise vorstellbar, dem Nutzer Bauteilelisten für eine mögliche Bestel-
lung über einen Elektronikversandhandel zur Verfügung zu stellen. Auch 
kann das Erzeugen von Schaltplänen für Leiterplattenentwurfsprogramme 
wie zum Beispiel EAGLE [Cad2013] unterstützt werden. 
Im praktischen Einsatz werden sich natürlich noch viele weitere Verbesse-
rungsmöglichkeiten ergeben. Dabei muss bei jeder Erweiterung zunächst 
durchdacht werden, ob diese tatsächlich eine Verbesserung der Nutzer-
freundlichkeit mit sich bringt oder ob sie das System für den unerfahrenen 
Nutzer verkompliziert. 
Es bleibt allerdings zu berücksichtigen, dass die Anzahl der Personen aus 
der möglichen Nutzergruppe, welche bereit sind Geld für ein solches Pro-
dukt auszugeben, als vergleichsweise gering angenommen werden muss. Da 
ein finanzieller Erfolg eines solchen Produkts somit eher fraglich ist, sollte 
auch die Möglichkeit einer Nutzung der Ansätze in einem anderen Kontext 
in Erwägung gezogen werden. In einem solchen alternativen Nutzungskon-
text können sich entscheidende finanzielle Vorteile ergeben, welche den 
Entwicklungsaufwand rechtfertigen. 
Eine Möglichkeit ist die Integration der neuen Ansätze in existierende gra-
phische Entwicklungsumgebungen. Am plausibelsten erscheint die Imple-
mentierung in EasyLab. Dafür sind verschiedene Anpassungen notwendig. 




verursachen, da dieser in der aktuellen Implementierungsvariante nicht mit 
Funktionsbausteinen arbeitet, welche vom Nutzer selbst definiert wurden. 
Die Implementierung in andere graphische und rein ablauforientierte Ent-
wicklungsumgebungen ist zwar vorstellbar, bringt in den meisten Fällen je-
doch keine Vorteile mit sich. Meist ist hier bereits die Hardwareentwicklung 
berücksichtigt, indem sie dem Nutzer in modularer Form zur Verfügung ge-
stellt wird. Vorstellbar wäre jedoch eine Zusatzumgebung, mit welcher für 
diese Systeme neue Elektronikmodule mit der zugehörigen Software entwi-
ckelt werden können. 
Am vielversprechendsten erscheint jedoch die weitere Verwendung als zu-
sätzliche Abstraktionsschicht für bereits existierende textuelle Program-
mierumgebungen, wie sie beispielhaft unter Abschnitt 2.4.1 vorgestellt wur-
den. Die bereits vorhandene Infrastruktur vereinfacht die Integration dieser 
Schicht. So sind beispielsweise die Toolchains gewöhnlich bereits vorberei-
tet. Auch stehen in den meisten Fällen umfassende Informationen über den 
Mikrocontroller zur Verfügung, so dass das Modell der Schnittstellenebene 
bereits auf eine umfassende Datenbasis zurückgreifen kann. Eine solche 
Form der Integration bringt auch Vorteile für die Entwickler der Mikrocon-
troller mit sich, da sie auf diese Weise auch Nutzern ohne Expertenwissen 
den Zugang zu ihren Produkten ermöglichen. Somit können Kunden früher 
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