Abstract-This paper presents the implementation of a hybridcontrol strategy applied to a permanent-magnet synchronousmotor (PMSM) drive. Hybrid control is a general approach for control of a switching-based hybrid system (HS). This class of HS includes a continuous process controlled by a discrete controller with a finite number of states. In the case of ac motor drives, in contrast to conventional vector control like proportional-integral control or predictive control, where the inverter is not taken into account by the controller, hybrid control integrates the inverter model and considers the state of the inverter as a control variable. It allows to obtain faster torque dynamics than vector-control algorithms. The hybrid control algorithm requires both computing velocity for real-time implementation and code flexibility for management of low-performance functions and analog-digital interfaces. Codesign appears as a promising methodology for partitioning hybrid-control algorithm between software (flexible) and hardware (velocity) while taking care of overall time constrains. In this paper, the implementation of hybrid-control algorithm for a PMSM drive is performed through a codesign approach on an Excalibur board, embedding a CPU-core (Nios-2 by Altera) inside an APEX20KE200EFC484-2X field-programmable gate array. The partitioning of software and hardware parts is explained. Experimental results show the effectiveness of the implementation. Performances, advantages, and limitations are discussed.
Implementation of Hybrid Control for Motor Drives I. INTRODUCTION
T HERE ARE a large number of industrial applications where the system consists of a continuous plant with a discrete-event controller. In ac-motor drives, the continuous part is the synchronous or asynchronous machine, and the voltage inverter corresponds to the discrete part.
In ac-drive systems, fast current and torque responses are necessary. The development of high-performance control for the ac-machine drive has motivated considerable attention in recent years. In the mid-1980s, the direct torque control technique (DTC) was developed [1] , [2] . The basic principle of DTC is to select the appropriate stator voltage vectors from a table, according to the signs of the errors between the references of torque and stator flux and their estimated values, respectively [3] , [4] . DTC advantages are low machine parameter dependence and a fast dynamic torque response. This technique involves a switching table and hysteresis controllers. Stator-flux vector and torque estimations are necessary [5] .
In this paper, a hybrid-control technique is proposed. It is a general approach for control of a class of hybrid systems (HS): controlled-switching HS [6] . This class of HS generally consists of a continuous-time plant with a finite discrete-event controller. The HS under consideration is a permanent-magnet synchronous motor (PMSM) combined with a two-level threephase voltage inverter. Based on the use of a simple hybrid model including the motor and the inverter, hybrid-control algorithm calculates the direction evolution of the current vector for all possible switching states of the inverter. The switching state, which minimizes a given cost function, is selected. The selected inverter state is applied during a calculated time duration.
Both DTC and hybrid control determine directly an inverter switching state, and similar torque dynamics can be obtained. However, significant differences between hybrid control and DTC can be noted: DTC takes heuristic decisions according to a selection table; hybrid control is based on a formal representation of the whole inverter-machine system. DTC uses hysteresis controllers to minimize torque and flux errors; hybrid control minimizes errors between measured currents and reference currents, so no hysteresis controller neither observer are necessary. Moreover, hybrid control is a general approach for any controlled-switching HS where the discrete control states can take only a finite number of values.
Hybrid-control algorithm requires computation velocity like DTC algorithm to reduce current ripples. Literature covers implementation in all field-programmable gate arrays (FPGAs) of motor control schemes [7] - [10] . High performance is demonstrated, but lack of flexibility is also pointed out as a severe limitation from the industrial point-of-view. Reusability of parts of the implementation is questioned, as it is not easy to retrieve the algorithm sequences. In addition, digitally controlled systems with digital signal processors (DSPs) have been presented in many publications on drive-control technology [11] , [12] . In [13] , authors express the limitations of DSP in terms of velocity for modern control algorithms if cost is mandatory. Codesign has been introduced as a set of methodologies for partitioning advanced control algorithm between software and hardware parts [14] , [15] . It offers the engineer to apprehend a wide space of solutions, where a full DSP solution or a full FPGA solution is two extremities, and the ability to select a suitable tradeoff with regard to performances and cost. Examples of codesigned control systems have been presented in the study in [15] and [16] .
The implementation of the proposed hybrid control algorithm is performed through a codesign approach. [17] .
Codesign takes advantage of parallelism offered by the algorithm. The efficient hardware and software partitioning allows to run the control algorithm in less than 10 µs of loopcycle. Experimental results show performances of the proposed control and implementation solution.
This paper is organized as follows. Section II explains the principle of the hybrid-control algorithm for a PMSM. Section III covers the codesign implementation of the controller for a 1.6-kW PMSM drive. Experimental results are presented in Section IV. The control performances are evaluated by comparative studies with respect to a vector control and a DTC control, both implemented in an oversized DSP [18] .
II. HYBRID CONTROL PRINCIPLE

A. Hybrid Model
As aforementioned, the proposed hybrid control addresses a class of HS composed of a continuous process controlled by an energy modulator which has a finite number of switching states or topologies. In the case of a PMSM drive system, the PMSM constitutes the continuous process and the inverter corresponds to the energy modulator. A hybrid model including both the PMSM and the inverter can be established.
A PMSM consists of three-phase stator windings and permanent magnets either mounted on the rotor surface (surfacemounted PMSM) or buried inside the rotor (interior PMSM). The continuous state equations of a surface-mounted PMSM, which is written in the stator flux reference frame, can be expressed as
where I sd and I sq are the d-and q-axes stator currents, R s is the stator phase resistance, L s is the stator phase inductance, ω r is the rotor angular velocity, V d and V q are the d-and q-axes voltages, and Φ is the flux established by permanent magnets. The stator voltages V d and V q depend on the switching states of the three-phase inverter.
The switching states of the inverter, when it is considered as ideal, can be described by discrete variables u A , u B , and u C in 
The winding voltages can then be written as
In the same way, these voltages can be expressed in the α\β stator reference frame and multiplied by a rotation matrix to obtain the voltage expressions in the Park reference frame
where θ r is the angular rotor position, and the matrix R is defined as
The correspondence between a switching state number (j) and the values of u A , u B , and u C is given in Table I .
Among the eight possible states of the inverter, two of them (corresponding to j = 0 and j = 7) lead to the same output voltages (V d = V q = 0). Therefore, for the sake of simplicity, the case j = 0 will not be considered. Finally, substituting (4) into (1), the model of the PMSM and its inverter can be written aṡ
where
t is the continuous state vector, and
t is the control vector which can take one of the seven switching states in Table I , except state zero as explained.
Assuming that ω r and θ r are unchanged during a very short time τ , (6) can be written as
Therefore, for each control vector U j (t) (j = 1, . . . , 7), the corresponding state vector X j (t + τ ) can be calculated if X(t), ω r (t), and θ r (t) are known quantities.
B. Hybrid-Control Algorithm
The principle of hybrid control for PMSM drive is summarized in Fig. 2 . It is based on the hybrid model (7) . It determines the optimal inverter switching state which minimizes errors between measured and reference state variables.
For a desired reference state vector
# sq ] t , hybrid control proceeds as follows inside each computation iteration (loop-cycle).
1) Measure the stator currents and angular rotor position, then calculate the rotor angular velocity ω r , the currents I sd (t), I sq (t), the state matrices F (ω r ), H(ω r , θ r ), and finally, E(ω r ). 2) Calculate the direction of the state vector evolution defined by d j = X j (t + τ ) − X(t) for the seven possible control vectors, U j (t)(j = 1, . . . , 7). 3) Evaluate the cost function. Determine the optimal control vector U opt that corresponds to the minimal cost function. There are many ways to define a cost function. The angle between directions d j and |X # − X(t)| is selected here as the cost function. 4) Calculate the time duration τ opt for U opt . On the one hand, this calculus is based on the assumption that, during a short time of application of U opt , the evolution of the state vector is a straight line, and its amplitude is proportional to the time of application. This assumption limits τ opt to a maximum value τ max . On the other hand, due to technology limitations of converters (inverter deadtime, velocity of A/D converters, . . .) and of the CPU performance (instruction clock), τ opt must be larger than the duration of the algorithm loop cycle and the inverter dead-time, so a minimum time of application τ min must be respected. Finally, the application time τ opt can be expressed as A key difference between hybrid control and a classical vector control is that the control vector U opt of hybrid control corresponds to one of the seven states of the inverter. It is not a switching sequence as for the pulsewidth modulation (PWM). For each computation iteration, only one state is applied, as for a DTC control. If the reference values are changed between two computing cycles, a new appropriate control state and the corresponding application time will be determined for the next computation cycle. This is a common feature to any digital control scheme. As the application time is bounded by τ max , the external influences can be taken into account quickly. As there are only seven possible directions for the state vector, the reference point could not be exactly reached. When the state X(t) is close to the reference point X # , as τ opt is limited to τ min , the state vector X(t + τ min ) could then oscillate around the reference point. The smallest the τ min value, then the lowest the current ripple. Therefore, a highperformance computing unit is necessary because τ min value is limited by data conversions and computation time which depend directly on the computing unit performance.
III. EXPERIMENTAL DRIVE CONFIGURATION AND REAL-TIME IMPLEMENTATION
A. Test Bench
The main components of the laboratory-scale experimental test bench are pictured in Fig. 4 . A 1.6-kW PMSM (SMV UM from Leroy-Sommer) is used with a 4096-pulse incremental encoder. Another identical PMSM is used as a torque generator, with a nominal torque of 5.5 Nm. The characteristics of the motor are given in Table II. A commercial 15-kW three-phase inverter based on insulated-gate bipolar transistors is supplied by a voltage source XANTREX which provides 300 V with current limitation of about 10 A. The dead time is fixed at 3 µs due to the oversized inverter devices. Three LEM current sensors (LEM LA 100P) are used.
B. Control Unit
As explained previously, hybrid-control algorithm requires velocity for real-time implementation; moreover, the management of data conversion interfaces (current and angular position acquisitions and control output) demands flexibility. A codesign approach has been implemented using the Altera-Excalibur development kit including the Nios 2.0 version. The objective is to analyze the complete control algorithm and to define which parts suits hardware implementation by taking advantage of parallelism. Altera Quartus suite [19] has been used along with Mentor Graphics. Altera software offers the design of a user-defined processor FPGA-advantage tools (Nios core) [20] . This embedded processor is optimized for Altera programmable logic and system-on-a-programmable-chip (SOPC). It can be combined with user logic and programmed into an FPGA using SOPC builder software [21] .
The Nios development board provides a hardware platform to develop embedded systems based on Altera APEX devices. The board includes an FPGA chip Apex20K200E, which offers practical silicon area lower than a standard DSP, but does not embed A/D converters. The device features used in the test bench are listed in Table III. A suitable analog-and-digital hardware interface board has been added to the Excalibur board. It includes A/D converters (AD7892-1) for current acquisition, data-link buffer (4050N) for the encoder, and optocoupler circuits (T1521, R2521) for electrical isolation between the power drive and the FPGA board. The AD7892 converter is a 12-b A/D converter with a conversion time lower than 1.5 µs. This data-rate conversion is modest and has been chosen to demonstrate the efficiency of codesign, which takes care of such limitations through the algorithm partitioning. If A/D converters inside a DSP circuit feature such low performances, it would be practically impossible to implement any fast-loop algorithm.
C. Algorithm Implementation
The hybrid algorithm is sliced in elementary functions (Fig. 5 ). Each function is described from hardware viewpoint using Very-large scale integration Hardware Description Language, VHDL (IEEE 1076). Functions are naturally implemented separately hence in parallel. The FPGA resources are large enough to implement the individual blocks in hardware plus the embedded processor. Since velocity is a priority, the performances of the Nios core are not completely exploited, and hardware implementation has been preferred for several functions that could have been dedicated to the processor. The management of a serial link with the host computer and the management of the interface board switches are performed by software inside the FPGA embedded processor as well as the A/D converter logic control. The Nios core is a 16-b processor with 16-b input-output ports for real-time visualization of program variables via the serial link. The silicon area is then saved for other hardware blocks and a finite-state machine can overtake the sequencing of all the other operations.
The execution time and FPGA area for major functions are given in Table IV . In order to reduce τ min , one part of current-independent functions is computed during the current TABLE IV EXECUTION TIME OF SOME BLOCK FUNCTIONS acquisition (4 µs); another part of the functions is computed during the inverter dead-time (3 µs). Finally, the minimum time of application has been set to 10 µs.
VHDL codes are compiled, and a digital synthesis is performed using MentorGraphics ModelSim [22] and Leonardo Spectrum Tools [23] . Full C codes of software part and VHDL codes are available in [24] .
IV. EXPERIMENTAL RESULTS
For an experimental comparative study, a classical vectorcontrol technique and a DTC control are implemented. All experiments have been performed with the same experimental components as the hybrid control except for the DSP board. Data are recorded with the same measurement equipment and the same sampling period (200 µs).
For hybrid control, τ min has been set to 10 µs, and τ max has been limited to 100 µs. The vector control, using two proportional-integral (PI) discrete-time current controllers for I sd and I sq , is implemented in a DSpace DS1104 board with the Simulink environment. Each controller is determined by pole assignment when considering a discrete-time first-order dynamics. As the process has a dynamics of 4.5 ms, the closedloop dynamics corresponds to a time constant of 1 ms. The controller sampling period has been set to 0.2 ms. The PWM switching frequency of the PI-controlled inverter has been set to 10 kHz. DTC control is implemented in C language on the same DSP as the vector control. The computation period has been fixed to 28 µs (limited by computation duration). Neither DTC nor hybrid control need PWM vector modulation.
The minimization of Joule power losses leads to maintain the current I sd equal to zero while the electromagnetic torque is proportional to current I sq . Therefore, for hybrid control and vector control, the reference currents are chosen as I It can be seen that the q-axis current, which represents the electromagnetic torque, has a time response lower than 400 µs for DTC and hybrid control (Fig. 6, zoom) . For vector control, the step change of q-axis current introduces a variation of d-axis current. This cross-coupling effect between I sd and I sq increases the time response of the q-axis current, which is then larger than 10 ms. The performance of DTC and hybrid control are similar but superior to PI controller, since they result in a shorter rise time and produces neither overshoot nor crosscoupling effects.
However, d-and q-axes current oscillations during steadystate operation are larger with both DTC and hybrid controls than with vector control. This is due to hysteresis controllers and limitation of the minimum sampling period for DTC and to the minimum application time for hybrid control as aforementioned (Section II-B) .
Small errors in current are to be found with hybrid control in steady-state operation. For accurate applications, hybrid control will be used inside a speed-control loop, where the static error can be compensated by the robust controller of the speed loop. Fig. 7 pictures the transient evolution of the three stator currents with hybrid control. It can be noted that there is no over-current during torque and rotation-direction inversions. This is an interesting feature for practical implementation: a current regulator is not necessary for the hybrid control since the algorithm minimizes naturally the error between measured and reference currents.
Similar results have been obtained in many other different transient conditions.
V. CONCLUSION
The hybrid control presented here is a general approach for any system constituted of a continuous process and a finite number of discrete control states. In the context of machine control by means of an inverter, the hybrid control realizes the torque regulation dealing directly with the inverter switches. Very good results with hybrid control are obtained for PMSM drive and also for winding rotor synchronous machines and asynchronous machines not presented here. The superior transient performances of the proposed control algorithm over other conventional algorithms, like vector control, are demonstrated. Computing loops must be very short in order to reduce current ripple to an acceptable value. A large computing effort is required to achieve a suitable velocity. This requirement is hybrid-control major drawback. It can be overcome by the use of a dedicated FPGA board and a codesign approach to solve partitioning between hardware and software. This approach is used successfully for the hybrid-control algorithm, as reported here, using an FPGA with an embedded processor. Due to parallelism and partitioning of software and hardware, very high execution speed is obtained (less than 10-µs loop). The experimental results validate the usefulness and advantages of codesign solutions for advanced drive control purposes.
When software and hardware partitioning is involved, a codesign methodology is required to obtain an adequate tradeoff that fulfill the awaited specifications of the system in terms of dynamics and the cost constraints that would lead to expensive and over-sized DSPs, for example. Many codesign techniques are reported, and an adaptation to the problem at hand is necessary for design efficiency. FPGAs represent a useful companion to DSPs in industrial context if not an alternative. FPGA embedded processors reveal sufficiently for the software part of most control algorithms, as demonstrated here with an advanced example. The use of microcontroller or DSP circuits is related to the availability of A/D and D/A converters. These functions may be added on an FPGA board, but the overall architecture could fail to meet the cost of commercial processor-based solutions for this sole issue. Moreover, isolation capabilities are generally required between the control board and the power converter. A companion interface board is then necessary, and the question of A/D and D/A converters is a little bit eluded compared to the efficiency offered by mixed hardware/software implementation of control algorithm.
