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This document,  not planned at  the beginning,  is part  of   task 2. The  task's goal   is  the 



































































The  AuthClientListView  class  provides   the  authentication­plugin  clients   view  (figure 
4.3).   This   view   shows  which   third   party   plugins   are   using   the   authentication   plugin 
services.





















The  OPSWPMainPrefPage,  OPSWPClientPrefPage  and  OPSWPUsersAccountsPrefPage 
classes are the implementations of the cited preference pages. They respectively provide 

























We   can   thus   consider   2  main   functionalities   for   this   package:   session  management 
(centered   around   the  OPSWPSessionManager  class)   and   client   plugins   authorizations 
management (centered around the OPSWPCertificateClientManager class). 
Session managament mainly consists in an authentication system for the OPSWP. This 






Client plugins are allowed to receive authentication tokens  if  and only  if   they have the 





Java's   JAR signing  mechanism as  a   standardized  way   to   authentify  OPSWP plugins' 
contents   and   origins).   These   decisions   are   persisted   into   custom  XML   files   via   the 
XmlClientPreferences class.
CryptoUtility  is   a   tool   class   that   provides  us  with   several   convenient,  easy­to­use 
cryptology­related methods (especially MD5 and SHA* hash computations) that we rely on 
to  manage  passwords.  OPSWPUser  is   a  model   class,  whose   instances   represent   the 
OPSWP authenticated users. 
4.3.Security
Security   is   an   important   aspect   in   the  development   of   the  OPSWP and   its   services. 





To   avoid   keeping   passwords   in   clear­text   form,  we   use   cryptographic   hash   functions 
(example: MD5, SHA1, SHA­256, etc.) to obtain an unique “fingerprint” for each entered 
























































































































• the second part corresponds to the LUT editor  itself:   the central  class of this part   is 
LookupTableEditor  that extends the standard Eclipse  MultiPageEditorPart  class; 
this   editor   comprises   three   pages,   that   are:  LookupTablePropertiesEditor, 
LookupTableValuesEditor, and  LookupStatsEditor;  these three pages are shown 
respectively in the screenshots in figures 5.7, 5.8 and 5.9 below; the first page uses the 
LUTVariableDetailDialog class to edit the details corresponding to a column of the 
currently edited LUT (see figure 5.10 for a screenshot); finally, since all Eclipse editors 
work on specific objects implementing the standard IEditorInput  interface, a specific 
LookupTableEditorInput class is defined to encapsulate a LUT object as required.
Figure 5.7: the first page of the LUT editor
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Figure 5.8: the second page of the LUT editor
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Figure 5.9: the third page of the LUT editor
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Figure 5.10: the LUT variable dialog box
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6. Quantities and Units (QUDV) Editor
This editor provides the management functions (creation, deletion, modification) of the 
quantities and units1 used by the various consumption models manipulated by the OPSWP. 
6.1. Architecture
The architecture of this editor is based on Model­View­Controller (MVC) pattern.
The model use the Eclipse Modeling Framework (EMF) to persist its data, while a model 
manager class provides convenience methods. The model is provided by the 
org.omgsysml.qudv plugin, the model manager classes and its support classes and 
interfaces are in the fr.openpeople.ui.qudv.manager package. 
The UI is divided among these packages:
• fr.openpeople.ui.qudv.wizard: wizard user interface
• fr.openpeople.ui.qudv.preferences: preferences user interface
6.2.Model manager
The QudvManager class provides utility functions that:
1 As a reminder, a quantity is the kind of a value (for example: a length, or a weight), whereas a unit is the 
reference used to quantify such a value (in our example: respectively the meter and the kilogram).
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• add and remove Units and Quantities (QUDV elements),
• load and save the model.
It also sends messages to notify registered listeners when the state of a model change, 
thanks to QudvManagerListener interface.
Moreover, a new, specific kind of exception related to QUDV model manager 
(QudvManagerException) is defined.
6.3.Wizard user interface
Two new creation wizards are contributed to the Eclipse workbench: a Unit creation wizard, 
and a Quantity creation wizard. These wizards both contain only one page (single­step 
wizards), respectively CreateUnitWizardPage and CreateQuantityWizardPage.
DerivedUnitExpression is a UnitFactor objects manager, used during the creation of 
derived units.
Finally, AvailableUnitLabelProvider, AvailableUnitContentProvider, 
DerivedUnitExpressionLabelProvider and 
DerivedUnitExpressionContentProvider are the support classes used by the JFace 
TableViewer control used within CreateUnitWizardPage.
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6.4.Preferences user interface
We contribute two new preference pages, that show the list of all defined units and 
quantities, and allow to remove them as needed. These preference pages also contain 
TableViewers, for which ContentProvider and LabelProvider classes are defined. Finally, 
BaseUnitDialog is a creation dialog for SimpleUnits (i.e.: base units that are used to 
define DerivedUnits by combination).
7. Model editors
These editors allow – among others – to create power consumption estimation models, 
that can be used directly on the local software platform or exported in remote databases.
7.1. Architecture
The architecture is, as usual, based on MVC paradigm. The EstimationLawEditor, 
AggregationLawEditor, and ConsumptionModelEditor classes, contained in the 
fr.openpeople.ui.consumptionModel.editor package, implement all the editors 
related to the PCMD features. These editors make use of an utility class, 
PCMDModelManager, that provides several useful functions, especially those related to 
models serialization.
The NewLawWizard class implements the creation wizard dedicated to mathematical 
estimation laws. This wizard contains three pages: LawKindChoiceWizardPage, 
EstimationLawWizardPage, and AggregationLawWizardPage: both of the two latter 
pages serve as alternatives for the second and last creation step, which varies according 
to the choice made during the first step (in LawKindChoiceWizardPage).
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8. Weaving model edition
The user, thanks to the weaving model, can attach (“link”) a consumption model to each 
component of a system architecture. The WeavingModelManager class is the utility class 
dedicated to these weaving models, while the WeavingModelInspectorView class 
implements the view (in Eclipse workbench UI) that allows the user to perform the 
attachment operations.
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9. OPSWP global architecture 
In this section, we briefly describe the OPSWP general architecture.
9.1. OPSWP design flow
Because the design of the OPSWP is based on the Model Driven Engineering (MDE) 
design methodology, the design flow is divided into different stages – each stage 
corresponding to a different kind of model – and every transition between two successive 
stages is actually a model transformation. 
Each one of these model transformations consists in adding more and more details to the 
treated model: 
The first part – processing of the Platform­Independent architecture Model (PIM) – 
consists in defining the application, and choosing the general architecture that will execute 
this application;
The second part (Deployment Model) consist in choosing the components (IP blocks) of 
the underlying architecture;
The third part (Estimated Model) consist in associating (“weaving”) each consumption 
model of the application with the related chosen component of architecture.
The last part finally consist in translating the obtained generic model in any needed third­
party model (VHDL, SystemC, etc).
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Figure 9.1: The design flow for multi­target platform power estimation in the Open­PEOPLE 
project
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9.2.Application, architecture and association
As we said before, this part consists in defining the application, the underlying system 
architecture, and associating both of them. This, in the OPSWP, is to be done in the 
reference platform language: AADL.
There are three available ways to build and edit the AADL description of an architecture:
• a purely textual way, by editing directly the AADL source file;
• an object­oriented way, using a standard, tree­based Eclipse editor;
• and a graphical way, using a dedicated graphical editor.
In the picture hereafter, we can see the three possible representations of the same AADL 
architecture: textual on the left, object­oriented in the middle, and graphical on the right.
Tools allowing to edit AADL representations, using these different ways, already exist.
Thus, Osate will provide us with textual (source) and object­oriented ADDL editors; 
whereas the Topcased Adele project offers a graphical AADL editor. Note, however, that 
Adele is not ready for production use yet (as of summer 2011), because its ergonomics are 
vastly perfectible, and – especially! – because we can't create a graphical diagram directly 
by importing a pre­existing AADL source file. 
