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ABSXRACT 
Developed by Bill Catchings and Frank da Cruz in the 
early 1980's, the Kermit protocol provides a means for two 
computers to exchange files, regardless of any dissimilar-
ities in hardware or software design, using standard tele-
communications equipment. The pr9tocol is implemented 
through the use of programs running on each of the comput-
ers involved in the commu~ication. These programs encode 
their system-specific data structures to a Kermit normal-
ized form when sending a file and translate this Kermit 
normalized form back again when receiving a file. In ad-
dition the file is broken down into small segments, called 
packets, and further encoded with self descriptive infor-
mation in an effort to maximize data integrity. With this 
simple design, all that is required to link any two comput-
ers together is to implement a Kermit protocol program on 
each of them and have access to a standard communication 
line. 
The paper centers around the development and imple-
mentation of such a Kermit file transfer protocol program 
for the Pascal operating system on the Apple II series 
personal computers. The Kermit protocol itself is pre-
sented, and its packetizing process for file transfer ex-
amined. The history of the Kermit protocol is traced from 
its humble origins at Columbia University to its current 
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international status. The dissimilar file structures of 
the three computers~involved in the intended communication 
(the DEC-20, Cyber and Apple II) are also discussed with 
regard to how these structures affect file transfers using 
. ,. ~ 
the Kermit protocol. Finally, an overview of the Pascal 
and 6502 assembly-language hybrid program, designed to im-
plement the Kermit protocol, is presented. 
t 
0 
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INTRODUCTION 
The word "protocol" is derived from the Greek word 
"protokollon" ( "protos" meaning firs~ and "kollan" 
meaning to glue together). Protokollon referred to the 
first sheet of a papyrus roll which bore the data of man-
ufacture and other pertinent facts about the contents to 
follow. The Merriam-Webster Dictionary defines protocol as 
"a preliminary memorandum of diplomatic negotiation [or] a 
code of diplomatic or military etiquette and precedence." 
As it applies to computer communications, a protocol de-
fines the nature of the communication, specifying how to 
send, receive, and interpret the information or data that 
is being exchanged. Just as it was important for the Clas-
sical Greeks to read the "protokollon" first before the 
rest of the document, so is it imperative that computers 
are aware of the protocol before communication between them 
can be established. 
Today there are hundreds of distinct computer brands, 
each with its own hardware and software designs. Even the 
so-called "look-alikes" must be different in some way in 
order not to violate patent laws. Despite this, the de-
mands of today's information age require that computers ex-
. 
change information quickly, efficiently, and reliably no 
; 
matter what company produces them. For this reason, ther~ 
are<:~ numerous protocols designed for computer communica-
-3-
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tions. The Kermit file transfer protocol is just one of 
them. Unlike most, Kermit does not require additional ex-
pensive hardware devices, but relies solely on the most in-
expensive and readily available medium for data transfer 
today: the asynchronous telecommunications line. 
This protocol is carried out by two Kermit programs 
• 
running on a computer at either end of a serial communi-
cation line. A file on the computer designated as the 
sender is broken down into discrete segments called pack-
ets, encoded with control and signaling characters, and 
sent to the designated receiving computer, using an ASCII 
character-oriented transmission. The receiving computer 
~-
,,,, 
then reconstructs the file, interpreting the received pack-
ets and control characters in accordance with the Kermit 
protocol and with regard to its own internal structure. 
All that is necessary for any two computers to communicate, 
no matter how dissimilar, is to have programs designed to 
implement the Kermit protocol running on each of them and 
an asynchronous communication line running between them. 
There are a mulitiude of Kermit programs written for 
every type of computer from the largest mainframe to the 
smallest personal computer. At Lehigh University alone 
there exist Kermit programs for both the Cyber and DEC-20 
mainframes as well as Kermit programs for the Zenith, IBM, 
and various other personal computers and micros. In fract, 
there exist no fewer than three Kermit programs written for 
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the Apple II series personal computers. However, to this 
author's knowledge, there does not exist a Kermit program 
designed for the Apple II series personal computers under 
the Apple Pascal operating system. It was this deficiency 
in Kermit's otherwise extensive implementations that in-
spired the writing of this document and it's accompanying 
Kermit program. In this paper the Kermit file transfer 
protocol and the history of its development and widespread 
use will be discussed. In addition, an overview of the 
Kermit program, developed by this author for the Apple II 
personal computers under the Pascal Operating system, will 
be presented along with several programs and various 
other information pertaining to this Kermit's development. 
-5-
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BACKGROUND 
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As stated in the Introduction, most protocols require 
special and always expensive hardware devices to allow in-
compatable computers to communicate. It was this basic 
fact that prompted Bill Catchings and Frank da Cruz, at 
Columbia University, to develop an alternative protocol 
that depended solely on the communication equipment they 
had at hand (serial telecommunication lines and modems). 
Their primary design featured a protocol handling program 
that would be run on the computers involved in the intended 
communication; in this initial case the DEC-20 and CP/M-80 
microcomputer. This program was to allow file transfers 
between these computers regardless of any incompatabilities 
in system size, speed, style, operating system, disk or 
file format. Also data integrity was to be maintained de-
spite the level of noise on the communication line. 
To accomplish this task the microcomputer needs to 
deceive the mainframe so that it mistakes the micro for one 
of its interactive terminals. Once a communication link 
is established in this fashion, the Kermit programs are 
engaged. At this point the Kermit program designated as 
the "sender" begins to break down the intended file to be 
transferred into small segments. These segments are then 
encoded with control and signalling characters, much like 
the ANSI and ISO models on which. Kermit is based, and sent 
-6-
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to the designated receiving Kermit program r
unning on the 
other computer. These encoded file segments
, or packets, 
are then reconstructed to form the original 
file on the 
receiving computer. 
"By early 1982 [there were] operational Kermit 
programs for the DEC-20, VM/CMS on the IBM s
ystems, CP/M-80 
on the Superbrain micro, and PC-DOS on the I
BM PC ••• 114 , 
all developed at the Columbia University Cen
ter for Com-
puting Activities (COCCA). Later that year these prog
rams 
and their concepts were presented at the DEC
OS and SHARE 
conferences where they were well received. 
Several at-
tendees of these conferences became interest
ed in the 
Kermit protocol and requested and subsequen
tly received 
copies of the program from The COCCA. Since
 both the pro-
tocol documentation and the Kermit programs 
were made 
available, it was possible for some of these
 individuals to 
produce Kermit programs of their own, design
ed to implement 
the protocol on their local computers. Thi
s they did, re-
turning copies of the new Kermit programs to
 Columbia. 
"Some of these early contributions included 
VT-180 CP/m 
Kermit from DEC, PDP-11 RT-11 Kermit from th
e University 
of Toronto, VAX/VMS Kermit from the Stevens 
Institute of 
Technology, and Unix Kermit from [Columbia's] own co
mputer 
science department. 114 
These new Kermit programs sparked even great
er 
interest in the Kermit protocol, generating
 additional 
-7-
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requests for Kermit programs and documentation from an 
ever widening geographical area. This propagation even-
tually lead to new and improved versions of Kermit, as a 
greater number of sites developed Kermit programs designed 
to implement the protocol on their local machines. These 
new versions were then forwarded to Columbia, thus gen-
erating even more interest in Kermit and restarting this 
propagation cycle. This infinite loop of propagation is 
referred to colloquially as the "Kermit effect". 
Today the COCCA acts as the hub of Kermit activity. 
To this date they have sent out " ••• Kermit on magnetic tape 
or in printed form 4o over 2000 sites in more than 40 coun-, 
\.._ 
tries in all parts of the world ••• and to most states in 
the U.S.,# It continues to receive an average of 7 re-
quests for the protocol per day •. In addition, the COCCA 
constantly receives new Kermit programs or updated versions 
of old Kermits and their documentation, which it then cat-
alogs before making them available to the general public. 
In this manner the number of Kermit implementations has 
~ grown from 3 to nearly 200 in the course of four years. 
"Although Kermit is free and available to anyone who 
requests it, it is not in the ·'public domain'. The pro-
tocol, the manuals, the Columbia implementations, and many 
of the contributed implementations bear copyright notices 
•.. "7 The COCCA feels, however, that keeping the protocol 
secret or restricting access to the source code, or even 
-8-
licensing the software would severly dampen the desired 
propagation effect, and it cautions potential authors of 
new Kermit implementations " ••• that the philosophy of Ker-
mit has always been that [Kermit] is not, and never should 
become, a commercial product, sold for profit."5 Columbia 
has made these programs available to the world computing 
community in this fashion in the hopes that other institu-
tions will make available their Kermit contributions in a 
similarly free spirit. 
Kermit is also distributed by a variety of organiza-
tions such as DECOS and SHARE, as well as over several com-
puter networks like BITnet, Useriet, and the Internet. ''The 
Kermit protocol is [also] being incorporated into or ship-
ped with, a growing number of commercial hardware and soft-
ware products, at no additional cost to the customer ••• 
114 
There is even a multi-network mailing list (Info-Kermit) 
devoted solely to Kermit news. 
Numerous things can account for Kermit's somewhat phe-
nomenal popularity. Besides being free and readily avail-
able, Kermit does possess a fairly simple yet well designed 
structure, as well as a surperbly documented source code 
for each of its various implementations. Generally, Kerm~t 
programs are easy to use and the protocol requires no 
special computer hardware or communication equipment to 
function. Since the the protocol is completely contained 
in software, Kermit is easily transported on magnetic tape, 
-9-
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hard disk, or floppy disk. A large part of Kermit''s pop-
I 
ularity is undoubtably due to its versatility. When it was 
, __ 
originally designed, the main objective was to allow DEC-20 
and IBM files to be archived on floppy disks. With the ~ 
dawn of personal computer popularity, file transfers became 
the primary concern. Kermit also possesses a terminal emu-
lator which makes it possible for personal computers and 
. 
micros to access a mainframe's computing resources. Even 
with the implementation of computer networks designed to 
link every type of computer from mainframe to micro like 
the Eithernet or DECnet, full implementation of a network 
of this type is generally far too costly to include per-
sonal computers. It is usually left to Kermit to link 
these otherwise abandoned computers into the network. 
Finally, Kermit's widespread popularity itself is, para-
doxically, responsible for its current popularity. Be-
cause there are numerous Kermit programs already in 
existence and implemented all over the globe, possessing 
one becomes highly desirable since it virtually guarantees 
communication with~ multitude of other computers and their 
respective sites. 1 
Kermit is a cheap, available, well documented, re-
liable and popular means to interface dissimilar computers 
without the aid of expensive communication hardware. Al-
l· 
though someday in the future it may be replaced by the ever 
expanding system of networks, " ••• for the present Kermit 
-10-
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•• 
[remains] the single thread that can tie all our diverse 
systems together. 114 
I . 
I 
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THE KERMIT PROTOCOL 
Overview 
The Kermit protocol is implemented by two separate 
programs running on each machine involved in the communi-
cation. Typically one of these computers is a mainframe, 
and it is necessary to disguise tae other machine as one of 
its interactive terminals to establish a communication link 
between them. To this end it is necessary for Kermit pro-
grams, designed to implement the protocol on micros or 
personal computers, to contain or have access to a terminal 
emulating routine. Using this terminal emulator, the micro 
or personal computer user typically logs into the mainframe 
and engages its Kermit program. 
Once both Kermit programs have been activated in this 
fashion, files can be transferred using a series of trans-
actions. The Kermit running on the computer designated as 
the sender breaks down the intended file into small seg-
ments which it encodes with various control and data in-
tegrity characters. It sends these segments or packets one 
at a time to the receiving Kermit program running on the 
other machine. This receiving Kermit evaluates an incoming 
packet before sending a reply to the sending Kermit indi-
cating whether the packet made a successful transition. If 
the receiving Kermit responds negatively to a packet, the 
-12-
sending Kermit resends the packet until it receives a fa-
vorable reply from the receiving Kermit or until a prede-1 
I 
termined number of repetitions is reached. 
The receiving Kermit reconstructs the origninal file 
from the information contained in the packets using the 
internal file structure of the machine for which it was 
designed. In this way files are transfered from machine to 
," 
machine despite any disparity in system or file structure. 
System Requirements 
Before a Kermit file transfer protocol can be imple-
mented on a particular computer, there are several commun-
ication and system requirements it must first meet. Equal-
ly important are the specifications a machine need not have 
in order to run a Kermit. 
Most important, the computer must be able to send and 
receive 7 or 8 bit ASCII characters over an EIA RS-232 
physical connection. This connection can be either a hard-
wired connection or telecommunication lines via a modem. 
Whatever hardware is used to make the connection, none of 
the printable ASCII characters can be transformed or 
"swallowed" by the equipment. At least one of the con-
trol characters must be able to make the transition over 
the communication line to the other computer without being 
locally interpreted, transformed, or discarded. This is 
-13-
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necessitated by the packet synchronization character, which 
is always a control character (usually a Control-A). In 
addition, if there is a mainframe involved and if it re-
quires a line terminator such as a Control-M (Carriage Re-
turn) or a Control-L (Linefeed) these control characters 
must also be able to make the transfer unhindered and must 
be distinct from the packet synchronization character de-
scribed above. In addition, the computer's input pro-
cessor must be able to handle character bursts from 40 to 
100 characters in length at normal transmission speeds 
since this is typically the size of a packet. 
The Kermit protocol does not 
cation be run at a specific baud, 
requi~ that 
nor that the 
the communi-
computer 
be capable of any type of flow control such as XON/XOFF. 
Full duplex communication is also not required, since Ker-
mit can perform both full and half duplex operations, as 
well as any mixture of the two. Finally, Kermit does not 
require full 8 bit byte transmissions since files requir-
ing 8 bit transmission can be tranferred using an optional 
prefix encoding. 
These rather limited requirements allow Kermit to 
function on virtually all computers independent of the~~ 
design. However, " ••• these requirements [do] rule out the 
use of Kermit through IBM 3270 ASCII protocol converters"5 
, 
-14-
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Terminal Emulation 
A vital part of a Kermit program, if it is designed 
for a micro or personal computer, is its terminal emulator. 
The terminal emulator is used to establish a communications 
link between the micro and the mainframe by imitating one 
of the mainframe's interactive terminals. Just like a 
standard terminal, this emulation routine should be able to 
send and receive every ASCII character including a BREAK. 
A " ••. BREAK is not a character, but an 'escape' from ASCII 
transmission in which a 0 is put on the [communication] 
line for about a quarter of a second, regardless of the 
baud, with no framing bits. 115 It also may be necessary 
to adjust or translate some of the locally defined control 
characters in order to conform with the remote computer. 
This is particularly the case for the end of line or end of 
input character, generally defined as Control-M (Carriage 
Return), but in some systems may be defined as Control-L 
(Linefeed) or Control-D (End of Transmission). In ad-
dition, the terminal emulator should be able to perform 
both full or half duplex operations (remote or local char-
acter echoing) and do any handshaking that the remote sys-
tem might require. Finally, the emulation routine must be 
able to transmit using any parity or baud required, either 
by·· the remote system or by the commun:lcati011s equipment. 
•\.\ 
Once the communication parameters and control char-
-15-
( . 
·.·. 
acter interpretations have been resolved, the terminal 
emulator basically consists of a small routine that con-
tinuously samples the console's local input and remote 
input ports or, in most cases, the keyboard input buffer 
and the asynchronous I/0 interface buffer, respectively. 
The difficulty lies in the need for the routine to gravi-
tate between the two input ports, and not get hung up wait-
ing for any particular type of input; that is, it must be 
able to check for local input and if there is none, be free 
to check for remote input, returning again to check for 
local input if no remote input has arrived, and so on. For 
this reason standard input and output routines can not be 
employed since once invoked, they wait indefinitely for 
input to arrive rather than exit the routine. After a 
suitable input port sampling algorithm has been devised, 
the emulator displays any input from the remote on the 
screen and outputs any local input to the remote computer. 
I? 
Having established a communication link between the 
mainframe and the micro or personal computer, the terminal 
~ 
emulator need only be used to engage the mainframe's Kermit 
program. To this end, only a bare bones terminal emulation 
need be provided. However many Kermits do support some 
rather sophistica.ted or "smart" terminal emulation routines 
that allow the user access to some of the mainframe's more 
advanced editing and display systems. To do this, however, 
-16-
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these terminal emulators must be able to interpret and act 
upon a much wider range of control characters and escape 
sequences as they arrive from the mainframe. 
It is important to realize that the terminal emulator 
exists outside the Kermit protocol; that is, no error 
checking is performed during terminal emulation. There-
fore, the data integrity is no better or worse than using a 
standard terminal. 
File Transfer 
Before file transfers can take place, both systems 
must exit their terminal modes. For the micro or personal 
computer this is a relatively easy task, since it is only 
emulating a terminal. But the mainframe has a fairly so-
phisticated timesharing job that controls the output to its 
terminals. Often this job performs a number of services 
needed by its terminals that would be detrimental to the 
normal operation of Kermit. Functions like character 
" ••• echoing (on full duplex systems), wrapping lines by in-
serting carriage return linefeed sequences at terminal 
width, pausing at the end of a screen or page full of text, 
displaying system messages, alphabetic case conversion, 
[and] control character interpretation ••• '~ must all be 
disabled before file transfers can begin. "Disabling these 
services is_usually known as 'putting the terminal in bi-
-17-
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nary mode.' .. 5 Equally as important, the system must be able 
to restore these functions after completion of the file 
transfer ( s) • 
For those mainframes that are not capable of disabling 
. 
any or all of the aforementioned functions, Kermit's design 
allows for great flexibility. With the use of " ••• print-
able control character equivalents, variable packet 
lengths, redefinable markers and prefixes, and [the] al-
lowance for any character at all to appear between packets 
with no adverse effect ••• "5 , the Kermit protocol is 
readily adaptable, even to some of the most inhospitable 
systems. 
A file transfer is performed using a series of packet 
transactions. Involved are eight different packet types: 
Data, Acknowledge, Negative Acknowlege, Send Initiate, 
Break Transmission, File Header, End of File, and Error. 
To avoid any potential trouble, the packets contain no con-
trol characters, except for a unique control character used 
to mark the beginning of the packet (usually a Control-A). 
The Data Packet is the only packet that actually con-
tains any text or code from the file to be sent. The 
sending Kermit program creates this packet using a segment 
of the intended file. It sends this packet to the re-
ceiving Kermit where it is used to reconstruct the file on 
its own system. Generally this packet is anywhere from 40 
to 100 characters long. 
-18-
The Acknowledge Packet is used by the receiving Kermit 
to indicate that the last packet it received arrived in-
tact, and that it is now ready to receive another packet. 
On the other end of the communication line the sending 
Kermit awaits this packet before it sends any additional 
packets. 
The Negative Acknowledge Packet is used by the receiv-
ing Kermit to indicate to the sending Kermit that the last 
packet it sent did not arrive in a recognizable or correct 
form. The sending Kermit, upon receiving this Negative Ac-
knowlege Packet, resends the last packet it sent. 
The Send Initiate Packet has a dual purpose. First, it 
indicates to the receiving Kermit program that the sending 
Kermit is initiating a file transfer. Second, it defines 
for the receiving Kermit the capabilites and parameters of 
the sending Kermit. The receiving Kermit responds to this 
packet by sending a special Acknowlege Packet containing 
its capabilities and parameters. (This will be discussed 
in more detail in the following section dealing with ini-
tial connections.) 
The Break Transmission Packet is used by the sending 
Kermit to indicate completion of the file transfer(s). The 
receiving Kermit responds by sending an Acknowlege Packet. 
The File Header Packet contains the file name of the 
file being sent. The receiving Kermit uses this packet 
when it arrives to open a file bearing a same or similar 
-19-
name on its system before responding to it with an Acknowl-
edge Packet. 
The End of File Packet, as implied, indicates the 
sending Kermit has completed a file transfer. Note this 
does not mean that the file transmission is ended, since 
some Kermits have a multiple file transfer capability. The 
receiving Kermit responds to this packet by closing the 
file it was generating from the packets it received and 
sends an Acknowledge Packet to the sending Kermit. 
The Error Packet is used by either Kermit program to 
indicate to the other Kermit that a catastrophic set of 
circumstances has arisen, and it can no longer continue 
with the current file transfer. The other Kermit program 
responds appropriately but does not send an Acknowledge 
Packet. 
Typically a file transfer consists of the following 
packet transactions where S represents the sending Kermit 
and R represents the receiving Kermit: 
S: initiates the transmission by sending a Send 
Initiate Packet containing a coded list indicating 
its ablilites and protocal parameters. 
~ 
R: responds by sending a special Acknowlege Packet 
containing its capabilities. 
j -20-
R/S: both computers evaluate the other's indicated 
abilities and settle on the maximum set of attributes 
that exist in the intersection of their capabilities. 
S: sends a File Header Packet containing the filename 
of the file to be transferred. 
R: opens a file on its own system using the filename 
contained in the incoming packet then responds by 
sending an Acknowledge Packet. 
S: sends a Data Packet, containing sequential por-
tions of the file to be transferred and waits 
for a response from the receiving Kermit. 
R: acknowledges the incoming packet. 
R/S: both Kermits repeat sending and acknowledging 
Data Packets until the data in the specified 
file is exhausted. 
S: sends an End of File Packet. 
R: closes the file it had been creating from the 
Data Packets and sends an Acknowledge Packet. 
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R/S: repeat the entire process, beginning with the 
sending of the File Header Packet, until all 
designated files have been transferred. 
S: sends an End of Transmission Packet. 
R: sends an Acknowledge Packet. 
R/S: both Kermits exit their current mode and return 
to their command levels. 
In the event of noise on the communication line or 
other mishap that causes any of the packets to contain 
corrupted data the procedure is as follows: 
R: responds by sending a Negative Acknowledge Packet. 
S: retransmits the last packet sent. 
This process is repeated until the receiver positively 
acknowledges the packet. 
(An actual Kermit file transfer is presented in 
Figure 1 but the reader is encouraged to read the sec-
tions on packet format and initial connections before 
viewing the actual packet transactions.) 
Each of the packets contains a packet sequence number, 
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initialized at 0 for the Send Initiate Packet. When a Ac-
knowledge or Negative Acknowlege packet is sent by the re-
ceiving Kermit in response to an incoming packet, it bears 
the same sequence number as the incoming packet. In this 
fashion the protocol can determine which response corres-
ponds to each packet. Once an Acknowlege Packet is re-
ceived for a sent packet, this packet sequence number is 
incremented by one, modulo 64. 
Timing can be crucial to the Kermit protocol program. 
It is necessary for the sending Kermit to be able to delay 
a certain specified amount of time before sending its Send 
Initialize Packet, to allow the receiving Kermit to enter 
its receive mode and perform any appropriate functions nec-
essary in preparation for an incoming file. The Kermit 
program should be able to perform "timeouts"; that is, it 
should be able to detect when an acknowlegement to the last 
packet sent is overdue, and resend that packet. This can 
occur when noise on the line or some other unforseen set of 
circumstances causes the entire Acknowledge Packet to be 
lost. To this end, the Kermit must be able to set a timer 
on issuing a packet and be able to interrupt its Wait for 
Response Routine if an unusual amount of time passes before 
the other Kermit issues a response. It must also be able 
to reset this timer after the appropriate response arrives. 
If the Kermit program is unable to perform this type 
of timer interruption, as is the case in the Kermit program 
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presented in this paper, a " ••• facility for manual inter-
vention must be made available ..... 5 in order to avoid a 
deadlock situation in which one Kermit is perpetually 
waiting for a response that was sent but was lost somewhere 
,• 
in transmission. Typically this is done by routinely 
checking the key board input buffer for ~ny input during a 
file transfer, and displaying the packet sequence number so 
the user can detect any cessation of packet transactions. 
Potentially, the two Kermit programs could enter an 
infinite loop. A situation could arise where the receiving 
Kermit continuously responds to an incoming packet by neg-
atively acknowledging it, due to excessive noise or a 
faulty communications line,. To avoid this, the sending 
Kermit keeps a count of packet retries. When a packet is 
sent and negatively acknowledged, this count is increment-
ed. When, after this packet is resent, it finally is ac-
knowledged by the receiver, this count is reset to zero. 
If, on the other hand, this count exceeds some predefined 
threshold before the sender receives an Acknowledge Packet, 
an error condition arises and the transmission is halted. 
This-predefined threshold is known as the "retry limit" and 
can be set by the user. Typically the retry limit should 
reflect the integrity of the Kermit program and the qual- ~ 
ity of the communications line, with the basic philosophy 
that if the receiver can not accept a packet after a~ cer-
tain number of tries, it probably never will. 
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Exceeding the retry count is just one of many error 
conditions that may occur. For micros and personal com-,
 
puters there are a series of conditions that could arise
 
that would be fatal to the file transfer. Most of these 
revolve around disk I/0, such as device off line, disk 
full, attempting to access a protected file, etc. The 
Kermit program must be able to detect these conditions a
nd, 
if need be, bring the transmission to a graceful halt. 
This is done by issuing an Error Packet to the program's
 
counterpart on the other end of the transmission line. 
On 
receipt or issuance of an Error Packet, the Kermit exits
 
its current packet processing routine and enters its use
r 
command mode, after first signalling the user that an er
ror 
has occurred. If an error occurs during a multiple file
 
transfer, the sending Kermit abandons the effort to send 
the file on which the error occurred but makes an attemp
t 
to send each of the remaining files. 
During the course of a file transfer certain con-
ditions may arise that, if a strict interpretation of th
e 
protocol were used, would ordinarily result in an error 
situation, but may have a non fatal explanation, i.e., 
result from a condition not detrimental to file transfer
. 
Listed below are non-fatal conditions detected by the 
Kermit program along with the appropriate interpretation
. 
The first such condition concerns the send por~ion of 
the Kermit program. The receiving Kermit, upon receivin
g 
I 
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packet n, sends an acknowledgement to this packet as 
usual, but this packet is lost over the transmission lines. 
While the sending Kermit waits for a response to packet n, 
the receiving Kermit exceeds the amount of time it can 
wait for packet n+l, falsely assumes this packet was lost 
in transmission, and sends a negative acknowledgement for 
it. The sending Kermit, not privy to the decision process 
of the receiving Kermit, only sees the negative acknowl-
edgement for packet n+l arrive before it receives the ac-
knowledgement for packet n. To this end if, while waiting 
for an acknowledgement for packet n, the sending Kermit 
receives a negative acknowlegement for packet n+l, it 
proceeds to send packet n+l, interpereting the negative 
acknowlegement for the next packet as an acknowlegement 
for the current one. 
A situation can also arise in which the receiving Ker-
mit's acknowledgement to a particular packet is similarly 
lost on the transmission line. However, in this instance 
the sending Kermit exceeds the time it can wait for a re-
sponse to its last packet and resends it. To the receiving 
-
Kermit this appears as though the sending Kermit sent the 
same packet twice. In order to deal with this, the receiv-
ing Kermit has standing orders to simply acknowledge any 
packet that arrives twice, without processing it or writing 
it out to the file again. 
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For those machines with large input buffers, it is 
often necessary to clear these buffers before initiating a 
file transfer, especially during an attempted send. It can 
happen that, before the sending Kermit can send its Send 
Initiate Packet, the receiving Kermit exceeds its time al-
lotment for this packet several times, sending a negative 
acknowledgement each time. By the time the Send Initiate 
Packet is sent, there can be enough negative acknowledge-
ments built up in the buffer to prohibit file transfer. 
Clearing the input buffer upon sending the Send Initiate 
Packet guarantees that the next response, is the one cor-
responding to the packet. 
Filenames can also be a source of confusion for file 
transfers. The syntax for filenames on different systems 
can be extremely divergent. For this reason Kermit must be 
able to normalize these filenames before sending them out 
in the File Header Packet. All path or directory names, 
file attributes, and device specifications must be elimi-
nated, leaving the filename in a form similar to the fol-
lowing: 
"NAME.TYPE" 
No restriction is made on the length of the name, however 
it must be able to fit into the data portion of a File 
Header Packet. This normalized form should contain only 
capitalized letters and numbers, avoiding such characters 
as " $ " " 9-- " " " or " - " as they are s u re to cause d .i f f i cu 1-
, 0 ' - ' 
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ties for one system or another. The recipient Kermit pro-
gram can make no assumptions about the incoming filename 
and must be prepared to deal with an abnormal filename. 
The burden is also on the recipient Kermit to adjust the 
filename to a form compatible to its host system, i.e., the 
system on which the Kermit program is running. This in-
volves truncating the name if it is too long and ~djusting 
the file type accordingly. The recipient Kermit must also 
have some mea·ns of avoiding a file overwrite if, after pro-
cessing an incoming filename, it is found to be identical to 
one already present on the system. Kermit must also have a 
means to disable the normalization of filenames, so that 
the file's attributes will not be lost when it is known 
they will not cause problems for the other Kermit. This is 
particularly useful in the case of file transfers between 
two identical or similar systems. {A File Header Packet 
containing a filename is shown in Figure 1.) 
The Kermit protocol can also be described by a set of 
states in a transition or state table, in which the rules 
of the protocol are executed by the transitions of states. 
These state transitions are based on the receipt of certain 
packets or error conditions that may arise. Page 18 of the 
Kermit Protocol Manual details such an table. 
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1. 
2. 
3. 
S: ... A, Sp+ @-U&l)!AM 
R: ... A, Yp+ @-UNl)PAM 
S: AA+!FDEER.TXT?AM 
R: AA/l!Y?AM 
,/ 
-, 
I Negotiations 
----1 
I 
-
-, File Header 
·---1 I 
-
S: ... Ak"D00400/IIOh see the deer. IIMIIJII@ 
OOSOO#IDoes the deer have a little 
d·oe? /IM/IJ! AM 
R: AA/l"Y@AM 
4. S: A AAIID00600#IYes, two hue.ks. /JMIIJll@ll@KAM 
R: A All/IN 6AM 
S. S: AAA#D00600#IYes, two bucks.#M/IJ#@#@K ... M 
R: AA/1/IYAAM 
6. 
7. 
Note: 
S: 
R: 
A A/IBM, AM 
AA/l%YCAM 
-. 1 End of Transmission 
.-
1 
-
-
Data 
-
-
1) The transaction number in indicated on the left, followed 
by the sending Kermit's packet (indicated by S) and the 
receiving Kermit's packet on the next line (indicated by R). 
2) The receiving Kermit negatively acknowledged the Data Packet 
in Transaction No. 4 and it was resent in Transaction No. 5. 
FIGURE 1: A representation of a DEC-20 file with line numbers 
being transferred to the Apple II using the Kermit 
protocol. 
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Packet Format 
The fundamental component of the Kermit file transfer 
protocol is the packet. A packet is no more than a series 
of characters grouped together and sent over the communi-
cation line. The meaning the Kermit protocol assigns to 
each of these characters allows for data transfers of a 
much higher integrity than just straight or 'raw' ASCII 
communications. 
A packet is created by a Kermit program using a lay-
ered logical structure. The base layer is the actual 
segment of code from the intended file to be transferred, 
referred to as the data. Next is a layer of descriptive 
characters indicating the packet's length, type, sequence 
number and other such packet parameters. The third and 
outer layer consists of a control character or characters 
used to signal the beginning and, optionally, the end of a 
packet. In each of these layers there are a series of 
character fields. These character fields are all single 
characters except for the Data Field which can range from 0 
to 92 characters in length. {See Figure 2) 
The field MARK in the figure contains the packet 
...,, 
synchronization character used to mark the beginning of a 
packet. This synchronization character is always a control\ 
character and usually a Control-A, but can be redefined for 
those systems that would have trouble with this character. 
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Description Layer 
I 
-----------' I -----,. 
I \ 
I \ 
+-------+--------+----------+------+---------+----------+--------------+ 
: Mark : Length: Sequence : Type: Data : Checksum : ,,(Terminator) : . 
+-------+--------+----------+------+--------~+----------+--------------+ 
\ 
\ 
\ 
\ 
\ 
FIGURE 2: Kermit packet structure. 
\ I 
I 
I 
Base Layer 
I 
Boundary Layer 
.) 
+------+------+------+------+------+------+------+------+--------
: MAXL : TIME : NPAD: PADC: QCTL: QBIN : CHKT: REPT : CAPAS 
+------+------+------+------+------+------+------+------+--------, 
FIGURE 3: The subfields of the Initial Packet Data Field. 
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The Kermit protocol will allow only this chosen control 
character within the packet. In the layered packet scheme, 
this character makes up the initial boundary layer, • 1.e., 
an epidermal layer that separates what is a packet from 
what is not a packet on the communication line • 
The field LENGTH is the first field in the descrip-
tive layer of the packet structure. LENGTH is a single 
charactet that indicates the number of ASCII characters 
in the packet that follow this field or the total number of 
characters in the packet minus two. This does not include 
any padding characters or the terminator character, if 
there is one. The Kermit program uses this field to verify 
that the length of the packet sent was the length of the 
packet received, i.e., that no erroneous characters were 
added to the packet as a result of noise or some other 
failure of the communication line. The packet length 
could have been coded into a single character by simply 
using the ASCII character equivalent of the length's binary 
representation. However, this would result in coded length 
characters in the control range for packets with lengths 
smaller than 32. Since this is not allowed by the proto-
col, the length code is shifted into the printable range 
by adding 32 to the actual length prior to translating it 
into an ASCII equivalent character. For example, if.the 
number of characters following the· LENGTH field is 5, in-
stead of sending a Control-E (the ASCII equivalent of 5) 
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the value is increased by 32, giving 37 or the equivalent 
ASCII character"%". As a consequence of this encoding 
scheme, the packet length is bounded by the maximum number 
represented by an ASCII seven bit character minus 32 for 
the prohibited control range, i.e., 127-32, with 32 rep-
resenting 0 in this case, or 94. Thus the total number of 
characters in a packet, including the synchronization and 
length characters, can never exceed 96. 
The SEQUENCE field is a single character indicating the 
packet's sequence number. The Kermit program uses this / 
field to ensure that a packet is not lost in transition 
or, more precisely, that the loss of an entire packet does 
not go undetected. The encoding of the sequence number is 
identical to the encoding of the packet length described 
above. This is made possible by the fact that sequence 
numbers are in modulo 64 which is well within the descrip-
tive range of the printable characters using the afore-, 
mentioned algorithm. 
The field TYPE is a character used to denote the pack-
et's type. There are 8 different types of packets, each 
with a corresponding one letter code used for this field. 
These code letters are presented below: 
D: Data Packet. 
Y: Acknowledge Packet • 
• 
N: Negative Acknowledge Packet. 
S: Send Initiate Packet. 
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B: Break Transmission Packet. 
F: File Header Packet. 
Z: End of File Packet. 
E: Error Packet. J 
This TYPE field is used by the Ker
mit program to determine 
what action, if any, the program s
hould take. For example, 
a "D" in the T.YPE field of a packe
t, indicates to a recei v-
i ng Kermit program that the charac
ters in the DATA field of 
this packet are to be stored as the
 next part of the file 
being transfered. Similarly, an "N
" in the TYPE field of a 
packet indicates to a sending Kerm
it program that it should 
resend the packet it just sent. 
The DATA field is a multicharacter 
field representing 
the lowest logical level of the pa
cket structure. This 
field is used to transfer a variety
 of information. Unlike 
the fields previously described, th
e information in this 
field does not pertain to the pack
et itself, but is the 
actual information that is intended
 to be transferred and 
for which the protocol is required
. In the case of the 
Send Initiate Packet, the DATA fiel
d contains the sending 
Kermit's capabilities. Similarly, 
the receiving Kermit's 
Acknowledge to the Send Initiate P
acket contains the re-
ceiving Kermit's capabilities in it
s DATA field. Note the 
Acknowledge to the Send Initiate P
acket is a special case; 
all other Acknowledge Packets do n
ot contain DATA fields. 
(See the following section on Initial Conn
ections.) The 
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DATA field of a File Header Packet contains the file name 
of the file being transferred. Finally, the DATA field in 
the Data Packet contains a segment of code from the file 
being transferred. All other packets with the possible 
exception of the Error Packet on some ~ermit implementa-
tions do not contain a DATA field. If the Error Packet 
does contain a DATA field, the information it contains is 
usually a short message describing the condition(s) that 
caused the error situation to arise. 
The characters in the DATA field are all printable 
ASCII characters. No control characters are contained in 
this field. Those control characters that are needed to 
preserve file structure are indicated by using a control 
character prefix, usually a number sign"#" followed by the 
control character's printable counterpart. For instance a 
Control-M ( Carriage Return) appears in the DATA field as 
the sequence "#M". (Further examples of control character 
prefixing are shown in Figure 1.) 
Some Kermit programs also have the ability to perform 
repeated character prefixing in which a block of two or 
more identical characters is encoded by the sending Kermit 
into a three-character sequence which is interpreted by the 
receiving Kermit. The first of these characters, usually a 
tilde n-n indicates the beginning· of the encoded sequence. 
This character is followed by a coded count, indicating how 
many times the character was repeated in the original block 
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of code. This character count is encoded using the same 
algorithm as the LENGTH and SEQUENCE fields and can not 
indicate an identical character sequence of more than 94 
characters. When a block of identical characters numbering 
more that 94 does occurs, it must be broken down into two 
or more separate repeat character sequences. The last 
character in this sequence is the actual character to be 
repeated. By using repeat character sequences, the Kermit 
protocol can transfer long blocks of identical characters 
with a minimum amount of overhead. 
Certain Kermits use a third character, usually an 
ampersand ("&"), to prefix characters whose eighth bit is 
set. This is commonly referred to as eighth bit quoting. 
Eighth-bit quoting is usually done by Kermit programs de-
signed for machines with communications equipment that can 
only transmit in seven bit ASCII, but still require the in-
formation stored in the eighth bit. 
File Types for further details.) 
(See the section on 
The protocol requires that any interpreted sequence in 
the DATA field, whether it be control, repeat, or eighth-
bit prefixing, can not be split between two packets. The 
sequ~nce must be wholly contained in one packet. This is 
done primarily to avoid the complications that arise while 
awaiting additional sequence characters between packe~s. 
The field CHECKSUM marks the exit of the base layer 
and the re-entry of the descriptive layer in the packet 
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structure. This one character field is used to preserve 
the integrity of the entire packet, much like a parity bit 
is used to preserve the integrity of the entire byte. The 
Checksum is calculated by adding the :numerical representa-
tions of the ASCII characters in the packet bet~en, but 
not including, the MARK and the CHECKSUM fields. This 
eight-bit sum is folded in upon itself by stripping off the 
upper two bits, changing their significance to the least 
order, adding them into the remaining six low order bits, 
and then taking the result mod 64. This calculation re-
sults in a six bit figure which is further encoded, using 
the same algorithm as the LENGTH and SEQUENCE fields to 
avoid any control chara~ter results. This calculation can 
be described in the following equation: 
Checksum:= (((Sand 192)/64)+ S) mod 64) +32 
where S represents the arithmetic sum of the packet char-
acters and all numbers are given in decimal form. (A cal-
culation ·of the CHECKSUM based on this equation is pre-
sented in Figure 4 using binary representation.) 
This Checksum is calculated twice for each packet, 
once by the sending Kermit before it sends the packet with 
this calculated check in the packet's CHECKSUM field, and 
once by the receiving Kermit when the packet arrives. The 
receiving Kermit compares its Checksum calculation with the 
one contained in the packet. If these two separately cal-
culated checksums agree, there is a very high probability 
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Checksum= ((S +((SAND 192)/64)) mod 64) + 32 
where Sis the arithmetic sum of the packet characters between, but no
t 
including the Mark and checksum fields. 
Let S= ,ssssssss 
Note the following conversions: 
192 decimal= 11000000 binary. 
64 decimal= 01000000 binary. 
63 decimal= 00111111 binary. 
32 decimal= 00010000 binary. 
Then Sand 192 yields 
ssssssss 
AND 11000000 
--------
ssOOOOOO 
(Sand 192)/64 then results in 
ssOOOOOO 
DIV 01000000 
--------
OOOOOOss 
(Sand 192)/64 + S yields 
OOOOOOss 
+ ssssssss 
--------
tttttttt 
where any carry incurred is ignored. 
((Sand 192)/64 +S) mod 64 then yields 
tttttttt 
AND 00111111 
---------
OOtttttt 
FIGURE 4: A binary represenation of the packet checksum 
calculation. 
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(((Sand 192)/64 + S) mod 64) +32 finally results in 
OOtttttt 
+ 00100000 
--------
Ouuttttt 
where t can assume any value but one and only one u must 
not be zero. There are two possible results: 
OOlttttt or OlOttttt 
FIGURE 4: A binary representation of the packet checksum 
dalculation (continued). 
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that the packet was not corrupted during transmissio
n, and 
the receiving Kermit accep~s the incoming packet. 
If these 
two Checksums do not agree, the receiving Kermit ass
umes 
that the packet has been corrupted during transition
, and 
it rejects the packet on that basis. The Kermit program 
performs this check regardless of what role it is a
ssuming 
during the file transfer. The most common cas~ inv
olves a 
receiving Kermit negatively acknowledging a Data Pa
cket 
because the calculated Checksum and the one that ar
rived 
with the packet do not agree. However, this can al
so apply 
when a sending Kermit program receives what appears
 to be 
an Acknowledge Packet for the last packet it sent, 
but the 
packet Checksum does not agree with its own calcula
tion. 
In this case the sending Kermit either ignores the 
packet 
or resends the last packet sent, responding as if i
t had 
received a Negative Acknowledge Packet. 
"Any line terminator that is required by the system
 
may be appended to the packet ••• n5 Th.is termniator is 
not 
needed by the protocol and is invisible to it, as a
re all 
interpacket characters. Usually line termination i
s indi-
cated by a Carriage Return (Control-M) but this can be 
changed if a Kermit so specifies during the initial
 nego-
tiations. As it applies to the packet structure, t
his line 
terminator corresponds to the optional TERMINATOR f
ield. 
This field performs much the same function as the M
ARK 
J 
field; that is it belongs to the boundary layer tha
t sep-
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arates what is a packet from what is not a packet on the 
communication line. Like the MARK field, the TERMINATOR is 
not actually·considered part of the packet, as it is not 
included in the Length or Checksum calculations. Kermit 
programs with host machines that can not perform single 
character input from a TTY line, or with systems that are 
not fast enough to individually process packet characters 
as quickly as they arrive, require the use of a Terminator 
character. 
By using this packetization process, the Kermit pro-
tocol is able to perform file transfers with greater ac-
curacy and data 1 integrity than it could by sending the file 
information alone. By encrypting file segments with addi-
tional information such as packet length, packet type, se-
quence number, and Checksum, this protocal can greatly re-
' duce the probability of data corruption from the communica-
tion media during a file transfer, which is the ultimate 
purpose for designing such a protocol. 
Negotiations 
The negotiations occur during the initial packet 
transaction between two Kermit programs. In this trans-
action the Kermit designated as the sender initiates the 
file transfer by sending a Send Initiate Packet. The re-
ceiving Kermit responds by sending a special Acknowledge 
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Packet, reserved for· this initial transaction. Contain
ed 
within the data fields of both these packets is informa
tion 
detailing the capabilities of the issuing Kermit. Upon
 re-
ceiving these initial packets, both Kermit programs rev
iew 
their counterpart's capabilities in light of their own 
and 
then settle on the maximum capabilities that they both 
can 
support. Strictly defined, this does not constitute ne
go-
tiations, since no Kermit actually tries to convince th
e 
other to support a function it did not originally speci
fy; 
however, the end result is the same in that, after the 
negotiations, both Kermits are in agreement concerning 
the 
environment of the file transfer. 
The data in these initialization packets are in the ~, 
form of several one-character subfields, interpreted by
 
their position in the data field from left to right. N
ew 
or upgraded Kermit implementations with additional capa
bil-
ities always append the new subfields that indicate the
se 
capabilities on the right side of the data field. In t
his 
way older Kermit's implementations will still be able t
o 
interface with the newer ones without being confused by
 
updated or redefined capability subfields. Since the c
on-
trol character prefix is one of the parameters to be re
-
solved by this packet exchange, all characters in the d
ata 
fields of these initial packets are interpreted literal
ly 
1 
and are therefore in the printable range. 
Figure 3 shows the positioning of the subfields # 
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within the data field. The capabilities these sub
fields 
represent are as follows: 
The MAXL character indicates the maximum packet len
gth 
the issuing Kermit can handle. This allows both K
ermits to 
adjust to the other's input buffer size. Obviously, the 
smaller of the two maximum packet lengths specifie
d must be 
used if file transfers are to be performed. This c
harac-
ter is coded using the same algorithm as the packet
 se-
quence and packet length characters. {See the previous 
section on packet stucture.) 
The TIME subfield is used to indicate the amount of
 
time the issuing Kermit requires to respond to an i
ncoming 
packet. This parameter specifies how long the oth
er Kermit 
must wait before it times out waiting for a respons
e from 
the issuing Kermit. This TIME subfield enables the
 two 
Kermit programs to adjust for any differences their systems 
might have in processing speed or other time influe
ncing 
factors. This character is also encoded using the 
afore-
mentioned method. 
The NPAD character indicates the number of padding 
characters the issuing Kermit requires to precede a
n in-
coming packet. These padding characters are usuall
y used 
only in half duplex communications where no handsha
king 
mechanism is employed to indicate a change in trans
mission 
direction. Like the two previous subfields, this c
haracter 
is also encoded using the same algorithm described 
for the 
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pac}{et length. 
' The PADC character is the control character the is-
suing Kermit requires for padding. This control character 
is commonly and by default the null character and is indi-
cated by using its printable counterpart and not by the 
encoding method used above. 
The EOL subfield indicates the control character the 
issuing Kermit requires as a packet terminator if the 
issuing Kermit does require a packet terminator. Unlike 
the other control character in the data field of this 
initializing packet this subfield is encoded using the 
aforementioned packet length algorithm. 
The QCTL subfield is the printable character the 
issuing Kermit requires for control character quoting. 
Usually and by default this character is the number sign 
"#". This character is not encoded and therefore taken 
verbatim as it appears in this subfield. 
The QBIN subfield is used to indicate whether the 
issuing Kermit is capable of doing eighth bit quoting. 
There are a variety of values this subfield can take on 
each with a different interpretation. The following list 
defines the various possible characters that may appear in 
this subfield: 
"Y" - The issuing Kermit will do eighth bit quoting 
if its counterpart so requests. 
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"N" - The issuing Kermit cannot perform eighth bit 
quoting. 
"&" - ••• or any other ASCII character in the ranges 
"!"through">" or"'" through n-n (numerically, 
ASCII 33-62 or 96-126 respectively). The 
issuing Kermit can perform eighth bit quoting 
using the character in this subfield. 
" " - ••• or any other character not specified above,. 
the issuing Kermit will not perform eighth bit 
quoting. 
The CHKT subfield indicates which of the three packet 
checking methods the issuing Kermit would prefer. The 
normal and default method is to perform one character 
checksum calculations. This is indicated by the character 
"1". However, some Kermits are capable of performing two 
and three character checksums indicated by the characters 
"2" and "3" respectively. If the CHKT subfields fail to 
match during the negotitions, then one character checksum 
calculations are performed by default. For this reason, 
no matter how many characters a Kermit program is capable 
of using in its checksum calculations, it must also support 
a one character checksum calculation. 
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The REPT subfield indicates the character the issuing 
Kermit will use to prefix a repeated character sequence. 
This can be any character in the range described for the 
eighth bit prefixing character above except, of course, 
for that character used for eighth bit quoting. As in the 
above subfields, if the REPT subfields fail to match during 
the negotiations, repeat character prefixing will not be 
done. For this reason the tilde ......... is generally used~ 
The last standard subfield in the data field of this 
initial packet is the capabilities mask or CAPAS as it is 
referred to in the figure. This character is interpreted 
as an eight-bit byte, where each of the low order six bits 
in the byte represents a different capability of the is-
suing Kermit program •. This capability mask is interpreted 
using simple Boolean logic: if the capability is present 
in the issuing Kermit the corresponding bit is set; if not, 
the bit is clear. Except for the third and last bits in 
this byte, the capabilities these bits represent are lo-
cally defined. The third bit indicates the ability to ac-
cept file attributes and the last indicates that another 
capability byte follows. A complicating but necessary 
requirement is that this byte is also encoded using the 
above mentioned algorithm. 
The protocol also has default parameters which can be 
specified .bY leaving any one of the above subfields bllank, 
i.e., specifying a blank for one of the capability char-
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acters. In fact, by not including any data in either the 
Send Initialize or Acknowledge to the Send Initialize 
Packet~ a Kermit specifies it can perform file transfers 
using only the default parameters. These default parame-
ters are listed below: 
. 
;. 
Maximum packet length - 80 characters. 
Number of padding characters - 0 
Padding character - the null character. 
Terminator character - carriage return, Control-M 
Control character prefix - the number sign "i" 
Eighth bit quoting prefix - none, eighth bit quoting 
not supported. 
Checksum characters - 1 
Repeat character prefix - none, repeat character pre-
fixing not supported. 
Special capabilities - none. 
The negotiations actually represent a rapid exchange 
of communication and protocol parameters. In these two 
initial packets, sent in the first transaction of a file 
transfer, all information necessary to completely define 
the conditions of the communication and the capabilities of 
the protocol are expressed, and a common set agreed upon. 
In fact, the only parameter not included ~n the negotia-
tions is the parity. This point is moot, however. If 
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the two Kermits were running on different parity, the 
exchange of these initial packets would be impossible and 
there would be no way to indicate anything, much less 
parity to the other Kermit. (An analysis of the Send 
Initialization Packets from the DEC-20, Cyber, and Apple II 
Kermit implementations is given in Figure 5.) 
File Types 
Kermit catagorizes files into two basic groups, text 
files and binary fiies. The reason for this distinction 
centers around the intended use of these files. The main 
goal of the Kermit protocol, where it concerns text files, 
is to enable these files to be useful on the target system 
after transfer. However, with binary files, Kermit's main 
goal, especially for transfers between dissimilar systems, 
is only to store these files, with the intention of bring-
ing them back to the original or similar system for use. 
Text files are those files that consist of readable or 
recognizable code, such as letters, documentation, program 
source code or any textual data. The Kermit protocol rep-
resents textual data using standard seven-bit ASCII in 
eight-bit bytes with logical records or lines delimited by 
carriage return (Control-M) and linefeed (Control-J) se-
quences., This standard for textual data was chosen be-
cause it is the most common among various computer systems; 
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......-------------
I 
I 
I 
I 
I 
I ------------
I I 
V V 
"'A, Sp+ @-11&1-!"M 
\ /A A 
I I 
I I 
: : Terminator 
Packet length 
(44 - 32) = 12 
Packet type 
(send initiate) 
.-
'p': Max. packet length 
(112 - 32) = 80 I I 
I 
I 
I 
I 
I 
I 
I 
I 
: - (Control-M) '+': Timeout interval 
(43 - 32) = 11 I I 
1 Checksum 
·-- I I • • No. of pad characters 
(32 - 32) = 0 
Data<'@': Pad character is a null 
---------
Packet sequence no. 
---- (32 - 32) = 0 
Packet header 
----- (Control-A) 
'-': Terminator character 
(45 - 32) = 13 ("'M) 
'#': Control prefix 
'&': Eighth bit prefix 
'1': One character checksum 
I - I • 
• 
Repeat character prefix 
FIGURE Sa: Breakdown of the Send Initiate Packet for the Dec-20 
Kermit implementation. 
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./ 
......-------------
I 
I 
I 
I 
I 
I -----------
I I 
V V 
,.. A) s-* @-IIW .... M 
A A \ , .... A 
I -- I I 
I I I 
: : : Terminator 
Packet length 
(41 - 32) = 9 
Packet type 
(send initiate) 
I 
' -' . • Max. packet length (126 - 32) = 94 
I I --1 1 (Control-M) '*': Timeout interval (42 - 32) = 10 I I 
I I 
: : Checksum 
I ---
1 Data< 
Packet sequence no. 
---- (32 - 32) = 0 
Packet header 
----- ( Control-A) 
I 
' ' . • No. of pad characters 
(32 - 32) = 0 
'@': Pad character is a null 
'-': Terminator character 
(45 - 32) = 13 ( .... M) 
'#': Control prefix 
-
FIGURE Sb: Breakdown of the Send initiate packet for the Cyber 
Kermit implementation. 
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Packet length 
~------------: (44 - 32) = 12 
I 
I 
I 
I 
I ------------
I I 
V V 
Packet type 
(send initiate) 
AA, Sp+ @-#Nl-JAM ... I 
I I p I • 
I • Max. packet length (112 - 32) = 80 
A A\ /A A 
I ---
1 
I 
I 
I 
I 
----
-----
I I 
I I 
: : Terminator 
I -
1 (Control-M) 
I 
I 
I 
·--
Checksum 
Data< 
Packet sequence no. 
(32 - 32) = 0 
Packet header 
(Control-A) 
I 
I 
I 
I 
I I+ I : Timeout interval 
(43 - 32) = 11 
' ' . • 
'@' : 
' - ' . • 
No. of pad characters 
(32 - 32) = 0 
Pad character is a null 
Terminator character 
(45 - 32) = 13 (AM) 
1 '#': Control prefix 
'N': No eighth bit quoting 
'1': One character checksum 
' -' . • 
-
Repeat character prefix 
FIGURE Sc: Breakdown of the Send initiate packet for the Apple 
II Kermit implementation. 
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however, if a system does not conform to this standard, the 
Kermit implementation for that system is responsible for 
converting this data representation to one it supports. 
Of vital importance is the status of the eighth bit. In 
textual data the eighth bit is always zero, thus any 
changes made to this bit during transmission, such as being 
"swallowed" or converted for parity purposes will not 
affect the integrity of the data. This will not be the 
case for binary files. (A discussion of the textual data 
representations of the DEC-20, Cyber, and Apple II is 
presented in Chapter 3.) 
Unlike text files, binary files are not readable or 
recognizable, at least not by any reasonable human being. 
These files consist of machine code, nontextual data rec-
ords, or numerical data stored in a machine's internal for-
mat. As such, these files are only useful on their orig-
inal system or an identical or similar one. Although bi-
nary data is actually a continuous stream of bits, the Ker-
mit protocol transmits it as if it were a sequence of ASCII 
characters. Unlike the textual data described above, Ker-
mit transmits binary data using all eight bits of the char-
acter. This could be disastrous if the communications 
media is incapable of transmitting characters without im-
posing a parity, as the information stored in this eighth 
bit would be lost. For this reason implementations of Ker-
mit on systems constrained by the use of parity must be 
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able to perform eighth bit quoting if they intend to sup-
port binary file transfers. Because Kermit transmits the· 
binary as characters, that code which translates to the 
equivalent of a control character must be prefixed. Thus, 
some fairly complicated prefixing can occur during a binary 
file transfer if, for instance, a repeated control char-
acter with its eighth bit set is to be transferred. (Un-
fortunately, the Cyber's and the Apple's Kermit implementa-
tions do not support binary transfers, therefore there is 
no corresponding figure.) 
Optional Features 
The Kermit protocol previously described represents 
what is colloquially referred to as a "bare bones" Kermit, 
that I 1s, a Kermit program that supports only the minimum 
features and functions necessary to perform file transfers. 
Actually, any function that exceeds the default parameters 
is considered an option, so several of the optional fea-
tures have already been presented, such as the eighth bit 
and repeat character prefixing. However, there are two 
major features that separate the "bare bones" from the 
"full blown" Kermit implementations: the ability to trans-
mit file attributes and the capability to support server 
operations. 
In order to transmit file attributes, both Kermits 
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must first indicate that they support this function by 
setting the appropriate bit of the capabilities (CAPAS) 
byte in the Send Initiate Packet. Kermit implementations 
that indicate this must be able to accept an additional 
packet type (the Attributes Packet) signified by the letter 
"A" in its packet type field. The Attributes Packet has 
the same packet structure as the other packet types, except 
that its data field contains additional information con-
cerning the file being transferred. The sending of this 
packet is not mandatory. Some files may not require any 
additional description, but if this packet is sent, it 
follows immediately after the File Header Packet. It is 
left to the receiving Kermit to decipher the indicated file 
attributes in the data field and take any appropriate ac-
tion if it can. In reality, specifying the support of file 
attributes in the capabilities byte is only an indication 
of Attribute Packet recognition, and not a guarantee that 
the attributes themselves will be assessed or that the ap-
propriate action will be taken. 
Server operation is the true indication of a luxury 
Kermit implementation. By using server operation, the 
remote Kermit (the Kermit on the far end of the communi-
cations line) need only be contacted once by the use of the 
terminal emulator, and that is to place it in its server 
mode. Once this is accomplished, all commands from the 
local user (the individual operating the computer on this 
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end of the communications line) are issued to the remote 
computer in packet form. These Command Packet transfers 
are carried out much the same way file transfers are con-
ducted, with the receiving Kermit sending Acknowledge 
Packets to the sender's Command Packets. The basic oper-
i 
f' 
ation requires the remote computer to enter a "server wait" 
routine between file transfers instead of its command mode. 
From this routine the remote Kermit awaits Command Packets 
whose packet type and, in some cases, data field, indicate 
what function to perform next. Server operation also re-
quires the local Kermit to have an additional routine where 
the user can specify what Command Packets are to be sent. 
An in depth discussion of file attribute and server 
operations, as well as the implementation of the two, are 
far beyond the scope of this project. The Kermit imple-
mentation presented in Chapter 4 is, like most of the 
previously designed Kermits for the Apple II, a "bare 
bones" Kermit. 
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. FILE STRUCTURES 
Because file structure defines a computer's data rep-
resentation, it plays a vital role in protocol development. 
The disparity between data representations from machine to 
machine is the main factor a protocol must overcome to per-
form data transfers. This is the main imputus behind pro-
tocol development. The Kermit protocol deals with data 
disparities by converting all data into a standard or nor-
malized form before it is transferred. A Kermit program 
must have the ability to both translate data from a file 
defined on its own system to the accepted Kermit data rep-
resentation (during a send operation) and to be able to 
translate it back (during a receive operation). This 
translation process can be further complicated by nor-
malized Kermit data that retains information significant 
only to the originating Kermit's operating system. An 
example of this in the implementation developed for this 
project is the inclusion of line numbers in a file trans-
fer, which the operating systems for the DEC-20 and Cyber 
support, but the operating system for the Apple II does 
' 
not. In order to demonstrate what is involved in this data 
conversion process, the following section will outline the 
file structures of the Apple II, the DEC-20 and the Cyber, 
and detail the Kermit standardized data they produce. 
A presentation of the entire file structure for all 
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three machines is slightly beyond the scope of this work. 
On every file there are certain fields and areas reserved 
for self-descriptive information, such as the 1024 byte 
header page on the Apple Pascal text files and other sim-
ilar blocks and sectors used on the DEC-20 and Cyber. The 
information in these reserved areas is interpreted by the 
local operating system for use in the editor or the direc-
tory.· These reserved areas are completely transparent to 
the user program and are of little consequence to a Kermit 
implementation. Of far more importance to Kermit applica-
tions is the textual portions of these files where the 
actual data to be transferred is located. Therefore, the 
following discussion of file structures will be limited to 
the text content of each file. 
Apple II 
The Apple II is an eight-bit-word oriented machine. 
The textual data in its Pascal text files is stored in a 
series of 1024 byte text pages, using seven bit ASCII char-
acter representations with one character stored in each 
word. The leftover bit in each word is ignored. The lines 
in these text files are delimited by at least one and, op-
tionally, two control characters. This line structure is 
shown below in Figure 6 with the ·optional fields inclosed 
in brackets. 
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[OLE indent] [text] "M 
FIGURE 6: Line structure of an Apple II Pascal text file. 
The OLE indent field shown in the figure represents an 
optional character sequence that indicates how many blanks 
appear on a line before the text. This character sequence 
consists of a Data Link Escape Character (Control-P) fol-
lowed by a character coded blank count. This blank count 
is encoded using the same scheme as described for the pack-
et length in Chapter 2 and consists of using the ASCII 
character whose numerical representation equals the blank 
count plus 32, to avoid the control range. 
The text field consists of the character data on the 
line, if there is any. This field begins with the line's 
first non-blank character. 
The field depicted as AM meaning Control-M, is the 
Line Terminator. Note that this is the only mandatory 
character on a line. 
After the last line of the file, the remaining bytes of 
the current 1024 byte page are filled with null characters 
(Control-@ or 0 in binary) and the end of file is marked by 
a End of Text Character (Control-C). 
Figure 7 details the structure of a typical Pascal 
text file complete with its line delimiters and with its 
trailing null characters abbreviated. In the first line 
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Oh see the deer.AM 
AP Does the deer have a little doe?AM 
AP Yes, two bucks.AMA@A@A@A@A@A@A@A@A@A@A@A@A@A@ ••• 
Note: The optional indent sequence is not present on the 
first line. 
Note: The null character sequence has been dramatically shortened for 
illustrative purposes. 
FIGURE 7: Structure of an Apple II Pascal text file. 
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the optional indent sequence is not present. The se
cond 
and third lines contain indent sequences, but only t
he 
indent sequence on the third line indicates any lead
ing 
blanks. (The program that produced this figure is pre-
sented in Appendix B.) 
Apple II's Pascal text data representation requires 
only slight modification to be converted to Kermit s
tandard 
form. The characters are already encoded, using sev
en bit 
ASCII, which is the accepted form for the protocol. 
The 
indent prefix (Control-P) must be eliminated, and the in-
dent count translated into the indicated number of b
lanks, 
either by replacing it with blanks directly or by us
ing the 
already established blank count in a repeat characte
r se-
quence. Linefeeds (Control-J) must also be appended to the 
end of each line, and the nulls filling out the last
 page 
must be edited out along with the Control-C characte
r at 
the file's end. Finally, the control characters mu
st be 
prefixed and shifted into the printable range. (The Data 
Packets in Figure 8 show the Kermit standardized for
m of 
the file in Figure 7.) 
DEC-20 
The DEC-20 also uses a seven-bit ASCII code to rep-
resent characters in its text files. It is a 36-bit
 word 
oriented machine, storing five characters per word w
ith one 
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1. S: AA, Sp+ @-#Nl-JAM 
R: AA, Yp- @-/IYl -1AM 
2. S: AA'!FDEERPAM 
R : A A' II ! y? A M 
3. S: .--.Ai"D0h see the deer ./IM/IJDoes the deer have 
a little doe?#M#JYes, two bucksQAM 
R : A A II .. Y@" M 
4. S: AA(IID.#M#J<AM 
R: A AIIIIYA" M 
s. S: AAll$ZCAM 
R: A A/l$YBAM 
6. S: AA/1%B,"M 
R: A A/1%YCA M 
where the transaction number in indicated on the left, followed by the 
sending Kermit's packet (indicated, by S) and the receiving Kermit's 
packet on the next line (indicated by R). 
FIGURE 8: A representation of a file transfer from the Apple II to 
the DEC-20 using the Kermit protocol. 
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bit per word left over. The records or lines in the 
DEC-20's file structure are delimited by a Carriage Return-
Linefeed character sequence (Control-Mand Control-J re-
spectively). This line structure with the optional fields 
inclosed in brackets appears in the the diagram below 
(Figure 9). 
[line no. AI] [text] AM AJ 
FIGURE 9: Line structure for a DEC-20 text file. 
The first field of a DEC-20 text file is an optional 
five character field used to represent line numbers. These 
five characters are always members of the same 36 bit word. 
The unused 36th bit of this line number word is always set 
to distinguish it from all other words on this line whose 
36th bit is clear. Typically, if line numbers are included 
on a text file, there is one word of line numbers on each 
line, however, circumstances may arise in which a file 
without line numbers is appended to a file with line num-
bers. This results in a mixture of line numbered and line 
numberless lines. When line numbers are present they are 
immediatly followed by a tab character (Control-I) depicted 
in Figure 9 as AI. 
The next is an optional multicharacter field contain-
ing all the textual data on the line. Each five character 
word of the text has its 36th bit clear to disting~ish it 
-62-
) 
from the line number field. 
Finally, the line is ended with a Control-M, Control-J 
sequence indicated by a AM AJ in the figure above. 
Figure 10a shows the file structure of a DEC-20 text 
file. Note the nulls following the end of line markers. 
These null characters are used to fill out the remaining 
characters in the last five character, 36 bit, word used 
for the line, causing the five character line numbers on 
the next line to be stored in the same word. This allows 
the line number word to be distinguised from the other text 
on the line by having its 36th bit set. Figure 10b shows 
the same file without line numbers. Note that this file 
does not need null characters to fill out the last word on 
a line, since there is no reserved word for line numbers. 
The DEC-20's Kermit implementation has a much easier 
task of converting the DEC-20's textual structure to the 
Kermit standard for data representation. Prefixing all the 
control characters and transforming them into their print-
able counterparts is basically all that is required. One 
drawback the DEC-20's Kermit has, is the way it handles the 
36th bit of a line number word. Apparently when the DEC-
20's Kermit converts its seven bit ASCII characters into 
eight bit ASCII characters used by the protocol, the un-
used eighth bit is always clear, except for the last char-
acter of the line numbers whose eighth bit is set, repre-
senting the set 36th bit in the designated line number 
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00400AI Oh see the deer.AM AJA@ 
OOSOOAI Does the deer have a little doe?AM AJ 
00600AI Yes, two bucks.AM AJA@ A@ 
FIGURE 10a: File structure of a DEC-20 text file with line 
numbers. 
Oh see the deer.AM AJ 
Does the deer have a little doe?AM AJ 
Yes, two bucks.AM AJA@ 
FIGURE 10b: File structure of a DEC-20 text file without line 
numbers. 
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1. S: AA, Sp+ @-#&lN!AM 
R: AA, Yp+ @-#NlNPAM 
2. S: A A(! FDEER. T [AM 
R: A All! Y?AM 
3. S: A Aj "D0h see the deer. /IM/IJDoes the 
deer have a little doe?#M#JYes, two bucks.9AM 
R: A A/l"Y@" M 
4. S: "A'#D/IM#JL"M 
R: A A, //IIYAAM 
s. S: AA#$ZC"M 
R: A A/1$YB" M 
6 • S : A All% B , " M 
R: A All%YCAM 
where the numbers on the left indicate the transaction number, followed 
by the sending Kermit's packet (indicated by S) and the receiving 
Kermit's response on the next line (indicated by R). 
FIGURE 10c: A representation of a DEC-20 file without line 
numbers being transferred to the Apple II using the 
Kermit protocol. 
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word. This requires both Kermits involved to be able to
 
communicdte using no parity or, in cases where the commu
ni-
cations media does not permit this, using eighth bit quo
t-
I 1ng. 
Line numbers pose an even greater iroblem to file 
transfers using the Kermit protocol. Since they are gen
-
erally created, interpreted, and used by a file's origin
al 
operating system, line numbers can be a source of confus
ion 
for Kermits running on dissimilar systems where line num
-
bers may not apply or are defined differently. For ex-
ample, the Apple II's file structure, detailed above, do
es 
not have line numbers; whereas the Cyber and the DEC-20 
both do, but they are incompatible. These line numbers 
must be stripped off, either by the receiving Kermit pro
-
gram or the user, before the file can become functional 
on 
the receiving Kermit's system. (See Figure 1 for a trans-
fer from the DEC-20 to the Apple II of a file containing
 
line numbers, and Figure 13b for a similar file transfer 
from the Cyber to the Apple II) 
Cyber 
Unlike the other two machines involved in this imple-
mentation, the Cyber does not store its characters using
· 
the ASCII code; instead it uses its own six bit characte
r 
code known as Cyber Display Code. There are two variatio
ns 
\ 
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of this code. The one used in the Cyber in this applica-
tion has 63 characters in its character set, with one six 
bit representation (the one containing all zeros) which 
does not have a graphic equivalent. The other uses this 
six bit representation as a colon. The Cyber involved in 
this implementation has a 60-bit word size and stores ten 
characters in each word with no remaining bits. The tex-
tual portion of a Cyber file is broken down into lines de-
limited by a series of the Cyber display characte~ that has 
no graphic equivalent. Figure 11 shows the line structure 
of a Cyber text file, with optional fields inclosed in 
brackets. 
Text [BLANKS, Line No.s] EOL 
FIGURE 11: Line structure of a Cyber text file. 
The first field, Text, is a multicharacter field con-
taining the textual data on the line. Unlike the line 
structure on the Apple II and DEC-20, this field is man-
datory. Blank lines are required to contain at least one 
blank to be included in a file. This field is not unre-
stricted, as it can not exceed 72 characters in length 
without being truncated in Pascal and Fortran files, and 
can not exceed 132 characters in Data files. 
The next field, is optional and contains two sub-
fields, BLANKS and Line No.s. If a file contains line 
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numbers, they are stored in the 73rd through the 78th 
characters on a line. The characters intervening between 
the end of the text and the beginning of the line numbers 
are blanks. These blanks are represented by the subfield 
BLANKS i'n Figure 11. The second subfield, Line No.s, rep-
resents the six characters of line numbers that may ap-
pear on a line. It is important to note that if a file 
does not include line numbers, it does not include these 
intervening blanks, and the line ends at the end of the 
text on that line. 
The last field, indicated in the Figure 11 as EOL, is 
an end of line indicator. There is one character in the 
Cyber Display Code that does not have a graphical represen-
tation. This character has a bit representation of six 
zeros and, for lack of a better name, is referred to here 
as a "null". The end of line delimiter consists of a 
series of these nulls from 2 to 11 characters long. Al-
though this variablity is confusing, it results from the 
requirement that each line ends in a full ten character 
word and at least two null characters are needed to signify / 
the End of Line. If the text on a line does not contain a 
t multiple of ten characters, the last word used to store 
this line is filled with nulls. If there are accommoda-
tions for two or more of these null characters in the word, 
the End of Line is sufficiently indicated. In the case 
that there is a multiple of 10 characters on a line or that ~ 
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there is only 1 character left over in the last word, an 
additional word, full of nulls, is needed to properly de-
note the End of Line. 
The end of file is also indicated by a series of null 
characters on the Cyber. In this case, the series is 64 
words or 640 characters long. Storage allocations on the 
Cyber of this size are referred to as Sectors. 
Figure 12a details the file structure of a typical 
Cyber text file and Figure 12b shows the same file with 
line numbers. The null character in these figures 
• • lS 1n-
dicated by a A0 to distinguish it from the standard ASCII 
null representation A@. It is obvious that the file con-
taining line numbers is several times larger than the file 
that does not. (The program that created this figure is 
presented in Appendix B.) 
The Cyber's Kermit has a much more difficult task of 
translating its internal file structure to the data ·rep-
resentation required by the protocol. The data must be 
converted from the 6 bit Cyber display code to an 8 bit 
ASCII representation. The end of line null sequences must 
be removed and their ASCII equivalents substit~ted. The 
ASCII control characters must be prefixed and translated 
into their printable counterparts. (Figure 13a details a 
typical Cyber file transfer to the Apple II using the Ker-
mit protocol. Figure 13b shows the same file tranfer with 
the inclusion of line numbers) 
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OH SEE THE DEER.AOAOAOAO 
DOES THE DEER HAVE A LITTLE DOE?AOAOAOAOAOAOAOAO 
YES, TWO BUCKS.AOAOAOAOAO 
Note: The AO indicates the Cyber display character with no graphical 
equivalent used to indicate end of line. 
FIGURE 12a: The structure of a Cyber file without line numbers. 
OH SEE THE DEER. 
DOES THE DEER HAVE A LITTLE DOE? 
YES, TWO BUCKS. 
• •• 
••• 
• •• 
OOOlOOAOAO 
OOOllOAOAO 
000120AOAO 
Note: The AO represents the Cyber display character with no graphical 
equivalent used to indicate end of line. Also, the intervening 
blank field has been abbreviated for illustrative purposes. 
FIGURE 12b: The structure of a Cyber file with line numbers. 
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1. s: AA) s-* @-#WAM 
R: AA, Yp+ @-#Nl-PAM 
2. S: AA'!FDEERLAM 
R: AAll!Y?AM 
3. S: AAn"DOH SEE THE DEER.//M/JJDOES THE DEER HAVE A LITTLE 
DOE?IJM#JYES, TWO BUCKS.#M#J;AM 
4. S: -A##ZCAM 
R: A All#YBA M 
t-
5. S: AA#$B,AM 
R: -All$YC"M 
where the transaction number in indicated on the left, followed by the 
sending Kermit's packet (indicated by S) and the receiving Kermit's 
packet on the next line (indicated by R). 
FIGURE 13a: A representation of Cyber file without line numbers 
being transferred to the Apple II using the Kermit 
protocol. 
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1: S: "A) s-*@ #W"M 
R: "'"A, Yp+ @=#Nl-P"M 
2. S: "A&!FDLNL"'"M 
R: A A#! Y?"M 
3. S: "'"Ak"DOH SEE THE DEER. 
R: "'"A#"Y@"M 
4. S: AAk#D000100A@A@#M#JDOES THE DEER HAVE A LITTLE DOE? 
-"M 
5. S: "Ak$D OOOlO"@"@#M#JYES, TWO BUCKS. 
L"'M 
R: "A#$YB"'"M 
6. S: "'"AA%D 000120/IM/IJJ"M 
R: "A/1%YC"'M 
7. S: "'"All&ZE"'"M 
R: A All& YD"'M 
8. S: "'"A/l'B."M 
R: "'"All' YE"'"M 
where the transaction number in indicated on the left, followed by the 
sending Kermit's packet (indicated by S) and the receiving Kermit's 
packet on the next line (indicated by R). 
FIGURE 13b: A representation of a Cyber file with line numbers 
being transferred to the Apple II using the Kermit 
protocol. 
-72-
) 
~ 
The three file structures presented here typify what a 
I 
Kermit protocol must account for in translating locally de-
fined file data into the acceptable Kermit representation. 
The Apple and the DEC-20, like most computers today, are 
oriented towards an ASCII character representation. Their 
Kermit implementations have only to make a few adjustments 
to their systems' file structure to transform it into ac-
·ceptable data. On the other hand, machines like the Cyber 
that have completely incompatable data representations, 
must have far more sophisticated Kermit programs in order 
to overcome such dissimilarities. In addition, certain 
idiosyncratic information such as line numbers, that can 
not be interpreted by another Kermit's operating system 
must be guarded against, either by alteration or removal. 
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IMPLEMENTATION 
The primary goal of the program developed in this 
project was to implement the Kermit protocol on the Apple 
II series personal computers using the Pascal opera
ting 
system. However, due to some rather unfortunate res
tric-
tions in the Apple's system software and a rather pe
rturb-
ing lack of information in the Apple •·s documentation
, the 
program actually had to do far more than just implement the 
protcol. The limits of the system editor and progra
m link-
ing routines forced the program to take on a rather 
awkward 
corporate structure, and the lack of a detailed mem
ory map, 
showing the addresses of the service rout·ines in the
 Read 
Only Memory, forced the program to contain a redunda
nt set 
of utility routines, at a great cost of programmable
 memory 
space. The following section will detail the organ
ization-
al steps taken to skirt the Apple's limitations, pr
esent 
the redundant utiltiy routines required, as well as 
pre-
sent an overview of the procedures designed to imple
ment 
the Kermit protocol. 
The first of these unfortunate restrictions was the
 
,, 
inability of any one language supported by the Pasca
l op-
' ' ' 
erating system to provide sufficient or efficient ac
cess to 
the peripheral devices. Although Apple Pascal provi
ded 
more than adequate routines to interface with the d
isk 
drive storage units, it could not efficiently proces
s in-
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formation from the remote input/output ports. On the other 
hand, the 6502 assembly-language, also supported by the 
Pascal operating system, had the necessary versatility to 
interface with the remote input/output ports, and the 
agility to handle the speeds and uncertainties of asyn-
chronous communications, but lacked the ability to easily 
access the disk drives. In regard to the Kermit protocol, 
Pascal could provide easy file access but could not send or 
receive files, and the assembly-language could adequately 
support communications with a remote computer but could not 
access the files to perform transfers. The inevitable so-
lution was to design a hybrid program consisting of both 
Pascal and 6502 assembly-language, with procedures and 
routines written in the language best suited for the desig-
nated task. 
The Pascal operating system does not allow the direct 
mixing of Pascal with assembly-language. However, the op-
erating system does allow Pascal programs to have exter-
nally defined assembly-language routines. These routines 
can be assembled separately and appended to the compiled 
Pascal code using the Apple Pascal Linker. External pro-
cedures have the same abilities of normally defined Pascal 
procedures including the ability to pass variables. These 
external procedures provide the necessary logical facility 
to link Kermit's Pascal procedures with their complementary 
assembly-language routines. 
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I 
L 
Figure 14 shows one of the externally defined proce-
dures in Pascal and its corresponding assembly-language 
declaration along with the code used to transfer its pa-
rameters. 
"When the Pascal host program calls an external 
assembly-language routine, passed parameters are 
pushed on the evaluation stack as they are encoun-
tered in the host program's calling statement. 
The first parameter is pushed on the stack, high-
est byte first, then the second parameter, and so 
on .•• Strings, records, arrays, and VARiables are 
passed by address, pushing the high byte first, 
then the low byte ••• When all the parameters have 
been passed, the host program's return address ••• 
is pushed on the stack, high byte first, then low 
byte." 2 
The macro shown as POP in Figure 14 performs a double byte 
load from the stack and stores this information at the ad-
dress specified. It is important to realize that the pa-
rameters involved are all VARed so that only their address-
es are being passed, not their actual values. 
The next limitation is a function of the system edi-
tor. Because so many of the processes involved in a Kermit 
implementation entail realtime speeds and byte size data 
manipulation, the overwhelming majority of the program had 
to be written in 6502 assembly-language. In Pascal, when 
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PROCEDURE LIAISON(VAR NST:GSTRING;VAR CONTROL:BYTE); 
EXTERNAL; 
.PROC LIAISON,2 
• 
• 
• 
JMP PATH 
RETURN: .WORD 0 
NSTADR: .WORD 0 
CONADR: .WORD 0 
PATH: 
• 
• 
• 
POP RETURN 
POP CONADR 
POP NSTADR 
PUSH RETURN 
--o--
;Two words for addresses of VARed parameters 
;Word to store return addr. of LIAISON call 
;Buffer for NST's addr. 
;Buffer for CONTROL's addr. 
;Pop return addr. for LIAISON off stack 
;Pop CONTROL's addr. off stack 
;Pop NST's addr. off stack 
;Restore retrun addr. to stack 
FIGURE 14: Externally defined assembly-language procedure. 
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the length of the code exceeds the limits of the.system 
editor's memory, a compiler option can be used to include 
other files in the compilation. However, assembly-language 
programs have no such option and therefore are limited in 
size to the memory capacity of the system editor, or about 
u . 
16000 bytes. If additional assembly code is required, it 
must be stored in another file, assembled separately, and 
then linked to the other assembly-langu~ge code file(s). 
For this reason, although the program is separated logi-
cally into two parts (a Pascal portion and a 6502 assembly-
J 
language portion) the program actually consists of five 
sections or blocks, one of Pascal and four of assembly-
language. Because the assembler requires each block of 
assembly code to contain standard routine delimiters, each 
assembly-language block is defined as if it were an ex-
ternal Pascal procedure, although only two of the four 
procedures actually have corresponding references in the 
Pascal program. 
The last and most severe of these restrictions con-
cerns the the System Linker, the system routine designed to 
link program segments together. Because the assembly-
language blocks are not really self-contained procedures, 
many of the routines they contain reference routines and 
variables defined in other assembly-language blocks. The 
system allows for this by the use of two external reference 
directives (.REF and .DEF). These directives appear di-
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/ 
" ',, 
rectly after the procedure declaration. A list of all the 
addresaes referenced in the particular block are preceeded 
by the directive .REF, and a list of all the addresses de-
fined in the particular block that are referenced elsewhere 
are preceded by the directive .DEF. The Linker evaluates 
these lists, insures that all the references are satisfied 
by corresponding definitions, and establishes the necessary 
link information that unites the separately assembled pro-
cedures. Although the inner functioning of the Linker is 
not ·aescribed in any detail in the documentation provided 
~ 
by Apple, it is theorized that these external reference 
lists are stored on the Pascal program stack while the 
procedures being linked are read into the Pascal Data Heap. 
This is where the final restriction came into play. 
While developing the Kermit program near the end of com-
pletion, the length of its code and the number of external 
references it contained exceeded the limits of the Apple's 
free memory during a linking operation, causing a catas-
trophic failure of the System Linker. There existed only 
two options to circumvent this limitation: reduce the code 
length, or reduce the number of external assembly-language 
references. Since any reduction in code length beyond op-
timizing the code would result in a corresponding reduction 
in the program's functional ability, reducing the number of 
external references became the only desirable alternative. 
The first step in this reference reduction was to optimally 
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group the various assembly-language routines into blocks to 
minimize the dependence on externally defined routines. 
When this proved to be insufficient, a method of using 
"indexed references" was devised, in which each block of 
assembly-l~nguage code would define only two addresses for 
external reference: one for the routines and the other for 
the variables it contained. Any reference made to an ex-
ternally defined routine was established using an offset 
from the address defined in the block in which the routine 
was contained. 
For the variables this indexing method was easily 
implemented. Since the variables were generally only one 
byte long and contiguously defined, relative addresses of 
referenced variables could be calculated using the oper-
ators plus (+) and minus (-) provided by the assembly-
language. The routines, however, could not be addressed in 
this fashion. The fact that it was necessary to know the 
number of bytes in the intervening code between routine 
addresses, made it virtually impossible to calculate a 
relative address for each of the referenced routines. In-
stead, external routines were referenced by using four 
index routines, one for each block of· assembly language 
code, and an index number stored in the accumulator. An 
external routine call then consisted of loading the accu-
mulator with a predefined index number and jumping to the 
appropriate index routine. The index routine then used the 
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• 
index number to route the program control to the
 routine 
specified. With these two indexing systems each
 block of 
assembly-language code need only define two addr
esses, one 
for the variables and the other for the index ro
utine, and 
reference at the most six, two for each of the
 variables 
and index routines in the other 3 blocks of asse
mbly-
language code. This number later changed to sev
en, how-
• 
ever, when the index routine for one of the bloc
ks was 
split into two routines for more efficient acce
ss. 
Figure 15 details an external variable reference 
to 
YPAC by PROC RNS. Because the Apple can address
 every 
byte, the number used as the offset is simply th
e·number of 
bytes the desired variable is located from the o
ne speci-
fied. The variable referenced as CHR-1 in the f
igure actu-
ally refers to the variable YPAC, but only the a
ddress CHR 
needed to be defined and referenced. 
Figure 16a shows an external routine reference a
long 
with the corresponding index routine in the asse
mbly-
language block. The routine call is actually on
e of two 
macros shown in Figure 16b, in which the first p
arameter is 
the desired index routine and the second paramet
er is the 
sp~cified index number. This referencing scheme
 is analo-
• 
gous to the Cartesian co-ordinate system, since 
the ad-
dresses of the externally referenced assembly-la
nguage rou-
tines can all be uniquely defined as a double, w
here the 
' 
first co-ordinate indicates the assembly-languag
e block and 
-81-
'. 
.PROC LIAISON,2 ;Two words for addresses of VARed parameters 
• DEF INDl, CHR 
.REF IND2,IND2X,IND3,IND4,CHAR,SETTING,PBUF 
CONBT: 
LNFL: 
YSTR: 
YPAC: 
CHR: 
NSTADR: 
CONADR: 
• 
• 
• 
.BYTE 0 
.BYTE 0 
.BYTE 0 
.BYTE 0 
.BYTE 0 
.WORD 0 
• WORD 0 
.PROC RNS 
;Byte to store value of CONTROL code 
;Line number flag,indicating same 
;String buffer (NST) offset 
;Packet buffer (PBUF) offset 
;Packet to string character buffer 
;Buffer for NST's addr. 
;Buffer for CONTROL's addr • 
--o--
.DEF IND3,PBUF 
.REF IND1,IND2,IND2X,IND4,CHR,CHAR,SETTING 
FFFl: 
• 
• 
• 
LOY /13 
STY CHR-1 
INC CHR-1 
LOY CHR-1 
LDA (20),Y 
CMP /l2E 
BEQ FFF2 
INC CHR-2 
LOY CHR-2 
;Preset the string offset to skip the locally 
;defined characters in the filename 
;Inc. the string reading offset 
;Get same for accessing purposes 
;Get next legitimate char. in filename/string 
;Look for".", indicating end of filename 
;If same continue 
;Else inc. the string writing offset 
;Get same 
FIGURE 15: External Variable reference and definition. 
-82-
.PROC LIAISON,2 ;Two words for addresses of VARed parameters 
• DEF ~NDl, CHR 
.REF IND2,IND2X,IND3,IND4,CHAR,SETTING,PBUF 
• 
' ; IND1: Index routine for external routine references 
• 
' • 
' IND1: CMP /JO 
BNE INDll 
JMP FHSTR 
IND11: CMP Ill 
BNE IND12 
JMP DTSTR 
IND12: CMP /12 
BNE IND13 
JMP SSADR 
IND13: CMP 113 
• 
• 
• 
IND16: CMP 116 
BNE IND17 
JMP FTS 
IND17: CMP 117 
BNE IND18 
JMP COM 
IND18: CMP /18 
BNE IND19 
JMP PATHR 
IND19: CMP 119 
BNE IND110 
JMP ADJUST 
IND110: JMP CARCK 
;Check the routine index no. stored in acc. 
;If not equal check next index no. 
;Else jump to the indicated indexed routine 
;The above pattern repeats 
--o~-
.PROC TRANSLATE,3 ;Three words of parameters 
.DEF IND2,IND2X,CHAR 
.REF IND1,IND4,CHR,SETTING,PBUF; 
• 
• 
• 
IJSR INDl, 112 
LOY /10 
LOA (20), Y 
;Set up string addr. on page O (SSADR) 
;clear string offset 
;Get string length 
FIGURE 16a: External routine reference routing mechanism. 
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"--- - -
If 
• 
' • 
' • 
' • 
' • 
' • 
' 
• 
IJSR: Indexed jump to subroutine, used to access subroutines in 
another block of the assembly program • 
%1: Index address • 
%2: Index no. of the specified routine • 
.MACRO IJSR 
LOA %2 
JSR %1 
.ENDM 
;Load acc. with index no. of required routine 
;Jump subroutine to the specified ~ndex 
' ; IJMP: Indexed jump, used to shift program control to another 
• 
' • 
' 
block of the assembly program • 
.MACRO IJMP 
LDA %2 
JMP %1 
.ENDM 
;Load acc. with index no. of desired address 
;Jump to specified index 
FIGURE 16b: External routine referencing macros. 
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j • 
the second specifies the routine within that block. 
Figure 17 indicates the corporate structure of the 
Kermit program developed for this implementation. Note the 
lack of any direct link between ·the Pascal main program and 
the two externally defined assembly-language procedures RNS 
and SET. As mentioned above, these two procedures were 
necessitated by the System Editor and have no corresponding 
procedure call in the Pascal portion of the program. Note 
also that each of the assembly-language blocks contains ·one 
variable reference link and one routine refe~ence link, ex-
cept for the second block (procedure TRANSLATE} which con-
tains two. 
One of the other factors that played a major role in 
the development of this Kermit implementation was the lack 
of documentation, the lack of information, or the misinfor-
mation the documentation contained when it did exist. No 
other factor caused as much delay or did as much damage to 
this project. The wrong assumptions, failed experiments, 
useless research, and futile inquiries prompted by faulty 
or missing documentation, proved to be a constant irritant, 
and beleaguered this project from its conception to final 
completion and beyond. 
Nothing better illustrates this point than the ad-
dresses of the utility routines located somewhere in the 
Read Only Memory (ROM). Although the Apple II reference 
\ 
manual sup~rbly details them in one of its appendices, 
• 
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I I 
I I 
I I 
I I 
I PMAN I I I 
I I 
I I 
I I 
I I [ ] [ 1 
[ ] [ ] 
[][][][][][][][][][][][] [ ] 
[ ] [ ] 
[ ] [][][][] 
[ ] [ ] 
[ ] LIAISON [ ] TRANSLATE RNS SET 
[ ] [ l 
I - I I I I I I I 
I I I I I I I I 
I Vl I I V2 I I V3 I I V4 I I I I I I I I I 
I I I I I I I I 
I I I I I I I I 
I I I I I I I I 
I I I I I I I I 
+ : CHR + :cHAR + + IPBUF + I SETTING 
+ I + 
I + + 
I + I I I I I 
-
- -
+ + + + + 
+ + + + + 
+ IND1 + IND2 + IND2X + IND3 + IND4 
++++++++++++++++++++++++++++ 
PMAN 
V(N) 
[ ] [ ] [ ] 
+ + + 
KEY 
--------
Pascal main program 
Assembly language routine block 
Externally defined procedure calls, linking the Pascal 
and the assembly language portions of KERMIT. 
Subroutine reference address links for the 4 assembly-
language blocks. 
Variable reference address links for the 4 assembly-
language blocks. 
FIGURE 17: Corporate structure for the Apple II Kermit program. 
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• 
these routines are intrinsic only to the Basic Operating
 
System that the Apple II supports by default. When the 
Apple Pascal operating system is invoked, these utility 
routines are supplanted by Pascal oriented routines whic
h, 
unfortunately, do not possess a comparable ROM listing. 
In 
fact, there is no listing for the Pascal ROM at all! Th
ere 
is, however, a somewhat crude memory map on Page 255 in t
he 
Apple Pascal Operating System Reference Manual and the f
ol-
lowing words of consolation on the preceding page, " ••• a 
primary task of the Apple Pascal system is to eliminate 
the 
necessity for?the programmer to know anything about spec
if-
ic memory addresses and [their] use." 
These utility routines were primarily needed in the 
assembly-language portion of the Kermit program to provid
e 
support functions to the communication routines. The la
ck 
of any information concerning them, however, rendered th
ese 
routines inaccessible to this section of the program. I
t 
was, of course, theoretically possible to use the corre-
sponding Pascal procedures that did have access to these
 
utility routines, to provide the necessary support func-
tions. This would involve trafficking large quantities 
of small data elements, one at a time, from one section 
of 
the program to the other; something that not only would 
have been complicated and tedious, but also would have 
required processing time not conducive to interactive co
m-
munications. Therefore, the only viable solution was to
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f 
include a redundant set of these utility routines in the 
assembly-language portion of the program. 
The first and foremost of these utility routines w;s 
I 
the screen handler or the routine whose task it was to 
' 
output information to the screen. To manipulate the screen 
from assembly language it was necessary to address the 
Apple II screen memory directly. This proved to be a for-
midable task, since this screen handling routine had to 
write not only characters to the screen, but do scrolling, 
backspacing, wrap around printing, linefeeds, and clears. 
' 
Screen memory, when the Apple II is in its TEXT mode 
and the optional 80 column card is not in use, consists of 
960 bytes representing 24 lines of 40 characters each with 
one byte for eac~ character on the screen. Characters are 
then displayed on the screen by having their corresponding 
ASCII representation stored in one of the these 960 bytes. 
These 960 bytes are located from addresses $400 to $7FF in 
hexidecimal notation (1024 to 2047 in decimal). A dupli-
cate 960 bytes that can alternately control the screen are 
located from addresses $800 to $BFF in hexidecimal notation 
(2048 to 3071 decimal}. This duplicate screen memory is 
referred to as the secondary page and is not displayed by 
default but can be displayed by toggling a specific soft-
ware switch. One peculiarity about the Apple's screen 
memory is that, although the bytes representing characters 
on a line are all consecutively stored, the 40 byte seg-
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0 
rnents representing each line are not consecutively stored. 
The byte representing the last character on one line is not 
succeeded in memory by the byte representing the first 
character on the next line. For example, the last charac-
ter on line one is represented by the byte at address $427, 
however, the first character on the second line is not rep-
resented by the byte at address $428, but by the byte at 
address $480. (A memory map of the Apple II's Text Screen 
is given on Page 16 of the Apple II Reference Manual.) 
With the aforementioned screen memory design, it was 
necessary to define the beginning address of every line in 
the program memory. All that would be required to write a 
character to any location on the screen would be the de-
sired line's beginning address to specify the desired line, 
and an offset from that address to specify the desired col-
umn in that line. By storing these line addresses contig-
uously and in order of their appearance, a Cartesian co-
ordinate system could be used to describe the screen, where 
a specific screen location could be referred to as a set of 
two offsets. The first offset indicated which line address 
to use from the contiguously defined table. The second 
offset indicated what column on the line specified to place 
the character. Figure 18 shows this table of line address-
es starting at the defined word LINEl and continuing to 
LINE24. Also shown in the figures are the bytes used for 
the screen co-ordinates (XROW and YCOL), the byte used to 
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,' 
LINE: 
LINEB: 
• 
• 
LINEl: 
LINE2: 
LINE3: 
LINE4: 
LINES: 
LINE6: 
LINE7: 
LINES: 
LINE9: 
LINElO: 
LINEll: 
LINE12 
LINE13: 
LINE14: 
LINE15: 
LINE16: 
LINE17: 
LINE18: 
LINE19: 
1INE20: 
LINE21: 
LINE22: 
LINE23: 
LINE24: 
XROW: 
YCOL: 
CHAR: 
.EQU 22 
.EQU 24 
.WORD 400 
.WORD 480 
.WORD 500 
.WORD 580 
.WORD 600 
.WORD 680 
.WORD 700 
.WORD 780 
.WORD 428 
.WORD 4A8 
.WORD 528 
.WORD SAS 
.WORD 628 
.WORD 6A8 
.WORD 728 
.WORD 7A8 
.WORD 450 
.WORD 4DO 
.WORD 550 
.WORD 5DO 
.WORD 650 
.WORD 6DO 
.WORD 750 
.WORD 7DO 
• 
• 
• 
.BYTE 0 
.BYTE 0 
.BYTE 0 
;Addr. on page O used to address the screen 
;Addr. on page O for same purpose 
;The following words with the prefix LINE, 
;define the addr.s for the corresponding 
;lines or rows in the screen memory. These 
•are all used to write characters on screen 
' 
;Row co-ordinate for screen 
;Column co-ordinate for same 
;I/0 character buffer 
FIGURE 18: Table of line addresses in the Apple II's screen 
memory. 
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' - . \ 
store the character intended for the
 screen (CHAR), and 
the addresses on Page 0 used for ind
irectly storing this 
character in screen memory (LINE and LINEB).
 
Figure 19 details the screen handlin
g routine (V0). 
The next screen address is indicated
 by the contents of the 
bytes labeled XROW and YCOL. V0 fir
st obtains the screen 
line address from the table of line 
addresses shown in 
Figure 18 by using the XROW value as
 an offset from the 
first line address in the table (LINEl). It
 stores this 
line address on Page 0 at the addres
s labeled LINE~ By 
using the value of YCOL as an offse
t from the address at 
LINE, it is able to place the charac
ter value stored in 
CHAR onto the indicated location of 
the screen, using the 
Post-Indexed Indirect Addressing mod
e supported by the 6502 
assembly-language. V0 then incremen
ts the column offset 
(YCOL) in preparation for the next character
 to be printed 
to the screen, checking that it does
 not exceed the 
screen's right border. If the right
 screen boundary is 
exceeded by this incrementation of t
he column offset 
(YCOL), the column offset is reset to the le
ft screen 
border, and the line offset (XROW) is increm
ented, effec-
tively performing a carriage return
. (Note that since 
the line addresses in the table are 
16 bits, or two bytes 
long, the line offset must be increm
ented by two.) The new 
line offset is then checked against 
the screen's bottom 
border, or last line and, if it is f
ound to be in excess of 
¥-' 
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' I 
r. 
. '1"-
• 
' ; VO: 
• 
' • 
' • 
' VO: 
Vl: 
V2: 
V3: 
The video output routine that actually addresses the screen, 
using the screen memory to place the specified character in 
the next available screen position • 
I 
LOX XROW 
LOA LINEl,X 
STA LINE 
INX 
LDA LINEl,X 
AND PVl 
ORA PV2 
STA LINE+l 
LDY YCOL 
LDA CHAR 
STA (LINE),Y 
INY 
CPY SRRT 
BCS Vl 
S1'Y ·YCOL 
RTS 
LOA SRLF 
STA YCOL 
VIS: INX 
CPX SRBT 
BCS V2 
STX XROW 
RTS 
MOVE SRTP,SRLF 
LOX XROW 
LDA LINEl,X 
STA LINE 
INX 
LDA LINEl,X 
STA LINE+l 
INX 
LOA LINEl,X 
STA LINEB 
INX 
LOA LINEl,X 
STA LINEB+l 
LOY YCOL 
;Get the current screen row co-ordinate 
;Get the HI of the addr. of the row indicated 
;Place on page O for indirect storing purposes 
;Get the LO of the addr. of the row indicated 
. ;from the table of screen row addr.s 
;Map this addr. to the proper page 
;Adjacent byte page O for indirect 
;Get the column offset from beginning of row 
;Get character to be output 
;Place char. in screen mem. at given co-ord.s 
;Inc. the column offset 
;Check for screen edge reached 
;If same then proceed to go to next row 
;Else store new column offset for cursor 
;and exit video routine 
;Get screen's left border 
;Reset column offset to left border 
;Inc. the row offset 
;Check for bottom of screen reached 
;If same proceed to scroll screen 
;Else store new screen row co-ordinate 
;and exit video routine 
;Move cursor to upper left to scroll same 
;Get the row co-ordinate 
;Get HI of addr. for that row from table 
;Store same on page O for indirection 
;Inc. table offset for row addr. 
;Get LO for same row addr. 
;Store same adjacently on page 0 
;Inc. offset for row addr.s from table 
;Get HI of next row's addr. 
;Store on page O far indirection 
;Inc. row addr. offset for table 
;Get LO of next row's addr. 
;Store on page O for indirection 
;Get column offset for both rows 
FIGURE 19: Screen handling routines. 
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V4: 
VS: 
LOA (LINEB),Y 
STA (LINE),Y 
INY 
CPY SRRT 
BCC V4 
DEX 
CPX SRLL 
BCC V3 
LOA /!OAO 
LDY SRLF 
STA (LINEB),Y 
INY 
CPY SRRT 
BCC VS 
STX XROW 
RTS 
;Get character from lower row 
;Store on upper row 
;Inc. column offset for both rows 
;Check for screen right border reached 
;If not same loop, effectively shifting row 
;Else, dee the row offset for last line check 
;Check for last line reached 
;If not same loop, effectively scrolling 
;Else get a blank to erase last line 
;Set column offset to left edge of screen 
;Place blank on last line 
;Inc the column offset 
;Check for right screen edge reached 
;If not same loop until entire row cleared 
;Set row co-ordinate to last line on screen 
;and exit video routine 
FIGURE 19: Screen handling routine (continued). 
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this border, the screen display is scrolled. This scrol-
ling routine, denoted as V2 in the figure, simply consists 
of copying one line of the screen memory onto the preceding 
line of the screen display, effectively erasing the first 
line of the screen and doubling the last. This last line 
of the screen is then erased, providing room for any addi-
tional screen output. 
There were additional routines designed to set the 
screen borders, clear the screen, perform carriage returns, 
and display special characters. There were also a host of 
other routines not associated with the screen that had to 
be included in the Kermit program at great sacrifice to 
programmable space and even though they already exist some-
where in the Apple's Read Only Memory. 
An analogous problem arose with documentation for the 
Super Serial Card which, although very thorough, contained 
an irritating amount of misinformation. The Super Serial 
Card (SSC) is the computer hardware used to interface the 
Apple II with a modem or other device using a RS-232 con-~ 
nectar. In regard to this application, the SSC contained 
the remote input and output ports used by the Kermit pro-
gram to communicate with other computers. The Super Serial 
Card also contained additional memory, similar to the ROM 
discussed above, in which various service routines for the 
input and output ports were stored. Because these routines 
are actually softwqre encoded into the hardware, they are 
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referred to as "firmware". The Super Ser.ial Card even con-
tained a terminal emulator but, this routine was only sup-
. ' 
ported by the Basic Operating System. The other routines 
also proved to be equally useless, partially because of the 
inconsistancies of the SSC documentation, but also because 
of their restrictive nature, providing too little informa-
tion at too slow a speed and generally lacking the adept-
ness to deal with the nuances of interactive communica-
tions. For these reasons it was decided to bypass the 
firmware and manipulate the SSC's input/output ports di-
rectly. 
At the heart of the Super Serial Card is the Asynchro-( 
' 
nous Communications Interface Adapter (ACIA) which is " ••• a 
,t-
sing le chip (Synertek 6551 or equivalent} that converts 
data from parallel to serial form and vice versa, and han-
dles serial trasmission and reception ••• under the control 
of internal registers ••• "J Processing remote communica-
tions then became a matter of simply manipulating this chip 
and its control registers. 
The communication routines used only four of these 
ACIA associated registers to satisfy the requirements of 
the Kermit program: STATUS, COMMAND, CONTROL, and RDREG, 
as they were labeled in the firmware, where STATUS indi-
cated the current condition of the ACIA, COMMAND controlled 
the parity, CONTROL was responsible for setting the baud, 
and RDREG was the register in which an incoming character 
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was stored after it had been processed by the ACIA. Except 
for the incoming character buffer, RDREG, each of these 
register's bit representations were used as a flag, indi-
eating a specific condition concerning the ACIA. (A list-
ing of these registers along with their bit flags and their 
corresponding meanings is given on Page 54 of the Super 
Serial Card Operations Manual, but it is not to be 
trusted.) 
Figure 20 shows the definition of these register ad-
dresses and the basic communication routines_that manip-
ulate them. The first of these routines (CARCK) is a sim-
ple test for the carrier signal. If for whatever reason 
the carrier signal is lost, it is immediately indicated in 
the ACIA's Status register (STATUS or STREG as it is la-
beled in the figure). by the setting of this register's 5th 
and 6th bits. CARCK checks these two bits and sounds an 
alarm if they change from a zero state. The next routine 
(WRT) sends an ASCII character to the ACIA which, in turn, 
sends it over the communications lines. Once again the 
ACIA's Status byte i~ involved, since its 4th bit, when 
set, indicates the ACIA's readiness to send another char-
acter. WRT checks the status register (STREG) and loops 
until the ACIA is prepared to send another character. It 
places the character to be output, contained in the byte 
labeled CHAR, into the ACIA's write register, and the ACIA 
processes it from there. The third routine in the figure 
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ACIA: .EQU OBFFF ;Asynchronous Communications Interface Adpt. 
;ACIA receive register addr • RDREG: • EQU OC088 
STREG: • EQU OC089 ;ACIA transmit register addr • 
• 
• 
• 
• 
' 
; 
; IRXY: Initialize X and Y registers to be used in contacting the 
• 
' • 
' 
• 
' • 
' • 
' • 
' • 
' • 
' 
s.s.c • 
.MACRO IRXY 
LDY 1120 
LDX IIOC2 
.ENDM 
• 
• 
• 
; Y= sO wheres is the slot the S.S.C. is in 
; X= OCs, S.S.C. should be in slot #2 
CARCK: Checks the carrier signal to insure the carrier was not lost 
during any previous operations • 
Index reference: IND1,#0A 
CARCK: IRXY ;Initialize X & Y regs. for S.S.C. use 
LDA STREG,Y ;Get the S.S.C. status register 
AND #60 ;Check the 5th and 6th bits of same 
BNE CARCO ;If not zero carrier signal has~been lost 
RTS ;Else everything is ok, return 
CARCO: IJSR IND2X,#9 ;Enter carrier lost routine (CARLOS) 
LDA CHAR+8 ;Get current mode indicator byte (CMODE) 
BNE CARCl ;If not terminal mode continue 
JMP COM ;Else exit to command level 
CARCl: CMP #1 ;Check for send mode (CMODE=l) 
BNE CARC2 ;If not same CMODE becomes CONTROL byte 
LDA #7 ;Else indicate remote error from send mode 
CARC2: STA CONBT ;Store in the CONRTOL byte 
JMP PATHR ;Enter Pascal portion to attend files 
• 
• 
• 
FIGURE 20: Asynchronous Communication It1terface Adapter 
registers and manipulating,routines. 
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• 
' ; WRT: Output a byte to the Asynchronous Communication Interface 
Adapter, and from there to the remote computer • • 
' • 
' ; Index reference: IND2X,#1 
• 
' WRT: 
• 
' 
IRXY 
LDA STREG,Y 
BIT RTOS 
BEQ WRT 
TYA 
ORA #89 
TAY 
LDA CHAR 
AND /17F 
STA ACIA,Y 
RTS 
;Init. X & Y reg.s for S.S.C. access 
;Check the status reg. 
;Is the card ready to send 
;If not same loop until it is 
;Else prepare to address the ACIA 
;Adjust offset in Y reg. 
;and replace same 
;Get byte to be output in I/0 char. buffer 
;Strip off high bit 
;Place in output buffer.and send 
;Exit routine 
; RINP: Checks the Asynchronous Communication Interface Adapter for 
• 
' • 
' 
input from the remote computer. If there is input, it is 
read from the ACIA read register and placed in the I/0 char-
• 
' 
acter buffer • 
• 
' Index reference: IND2X,#3 • 
' • 
' RINP: IRXY 
LDA STREG,Y 
AND /18 
BNE RINPl 
CLC 
RTS 
RINPl: LDA RDREG,Y 
STA CHAR 
SEC 
RTS 
;Init. X & Y reg.s to address S.S.C. 
;Check S.S.C. status reg. for input 
;If there is input proceed to read it 
;Else clear the carry, indicating no input 
;and exit routine 
;Get remote input from S.S.C. read reg. 
;Place in I/0 character buffer 
;Set carry, indicating input 
;and exit routine 
FIGURE 20: Asynchronous Communication Interface Adapter 
registers and manipulating routines (continued). 
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(RINP) checks for an incoming character from the ACIA. 
Once again the Status byte is involved. This time, the 
setting of its 3rd bit indicates the presence of an in-
coming character in the ACIA's Read register. RINP checks 
the third bit of the Status register and, if this bit is 
set, reads the incoming character from the ACIA's Read 
register, labeled here as RDREG, and places it in the 
character buffer {CHAR). Note that the addresses labeled 
as ACIA, STREG, RDREG in the figure, are only base ad-
dresses from which an offset stored in the Y-register is 
used to access the indicated control register. Since this 
offset was unique to the Pascal operating system, a special 
macro (IRXY) was devised to store this offset into the 
Y-register. This macro also appears in Figure 20. 
Unlike the redundant utility routines necessitated by 
the lack of a Pascal ROM listing, these communication rou-
tines were all of a minimal size, and supplied additional 
versatility. This made their inclusion in the Kermit pro-
gram far less of an irritation- and more of a necessity 
despite the fact that similar routines existed in the SSC's 
firmware. 
The Kermit program as a whole consisted of various 
routines written in both Pascal and 6502 assembly-language. 
The only connection or link Pascal code can have with 
assembly-language is through the use of external proce-
dures. Ordinarily this would suffice, but in this in-
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stance the ~ajority of the Kermit routines were written in 
assembly-language, and the program's logical co
ntrol was 
centered in this section of the program. The s
ituation 
required a complete reversal of the linking stru
cture, that 
is, instead of a Pascal program making external 
calls to 
assembly-language procedures, an assembly langua
ge program 
had to make external calls to Pascal procedures
. Since the 
operating system does not allow for this, a log
ical equiva-
lent was devised. 
As represented in Figure 21, this linking schem
e in-
volved using only one externally defined proced
ure 
(LIAISON) with two fields or parameters. The first of 
these parameters was a string variable (NST) used to 
transfer character information from one portion
 of the 
program to the other. The second parameter (CONTROL) was 
a 
single one-byte variable used to indicate to wh
ich routine, 
either in Pascal or assembly-language, the progr
am control 
reverted. From the Pascal perspective, this ro
utine was 
! ( 
'• 
encased in a WHILE loop and succeeded by a logi
cal r,ASE 
statement that invoked whatever procedure was in
dicated by 
the value of the CONTROL parameter. (The control byte 
values and their corresponding definitions are 
given in the 
figure.) Note that the program immediately entered 
the assembly-language portion of the program, an
d only re-
turned to Pascal to execute a specrfied procedu
re. These 
Pascal procedur~s set a new value in CONTROL, sp
ecifing an 
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CONTROL BYTE DEFINITIONS 
A:ENTERING LIAISON 
1: INITIAL ENTRY INTO COMMAND MODE 
2: REENTER RECEIVE MODE AFTER DUMPING PACKET 
3: LOCAL DISK ERROR ENTER ERROR ALARM MODE 
4: RETURN TO SEND WITH OR WITHOUT FILENAME SPECIFIED 
5: ENTER SEND MODE WITH NEXT PACKET IN STRING 
6: REENTER COMMAND MODE AFTER REMOTE ERROR AND CLOSE OF FILE 
7: REENTER HELP MODE 
B: RETURNING FROM LIAISON 
0: QUIT IE END PROGRAM 
1: LOAD NEXT PACKET INTO STRING FROM FILE 
2: STORE INCOMING PACKET ON FILE 
' I 
3: REWRITE A FILE USING FILENAME IN STRING (OVERWRITE DUPLICATE) 
4: NOT USED 
*) 
5: CLOSE INCOMING FILE 
6: REWRITE A FILE USING FILENAME IN STRING (SERIES DUPLICATE) 
7: ERROR OCCURRED CLOSE AND LOCK UNCOMPLETED FILE 
8: ERROR OCCURRED JUST CLOSE UNCOMPLETED FILE 
9: RESET A FILE USING FILE NAME IN STRING 
10-14: DISPLAY A SPECIFIC HELP SCREEN 
BEGIN (*MAIN*) 
CONTROL: =l; 
NST:=''; 
MORE:=O; 
WHILE CONTROL<>O BO 
BEGIN 
LIAISON(NST,CONTROL); 
CASE CONTROL OF 
l:GETNST(NST,CONTROL,MORE); 
2:DTOD(CONTROL,NST,HALF); (*DUMP RECEIVED DATA TO DISK*) 
3,6:BEGIN (*RECEIVE, OPEN FILE*) 
OPENRES ( CO.NTROL, NST) ; 
HALF:=FALSE 
END; 
5,7,8:CLOFILE(CONTROL,NST,HALF); 
9:SENDOP(CONTROL,NST); 
10,11,12,13,14:HELPER(CONTROL); 
END(*CASE*) 
END; (*WHILE*) 
END. 
FIGURE 21: Pascal/assembly-language linking structure. 
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• PROC LIAISON, 2 
.DEF IND1,CHR 
;Two words for addresses of VARe
d params 
.REF IND2,IND2X,IND3,IND4,CHAR,SET
TING,PBUF 
RETURN: 
CONBT: 
CONADR: 
JMP PATH 
.WORD 0 
.BYTE 0 
• WORD 0 
• 
• 
;Storage for ret. addr. for LIAIS
ON 
;Byte to store value of CONTROL 
code 
;Buffer for CONTROL's addr • 
PATH: POP RETURN ;Pop ret
urn addr. for LIAISON off stack 
POP CONADR ;Pop CONTROL's a
ddr. off stack 
POP CHR+l ;Pop NST's addr. o
ff stack 
PUSH RETURN ;Restore retrun 
addr. to stack 
LOID1 CONADR,CONBT ; CONTR
OL's value to CONBT 
LDA #0 ;Prepare to set 
screen parameters 
STA COL40 ;Toggle 40 colum
n screen 
STA ALTER ;Toggle alternat
e character set 
LDA CONBT ;Get value of CO
NTROL byte 
CMP #1 ;If 1 then initi
al entry into KERMIT 
BNE PATHO ;Else keep check
ing 
JMP BANNER ;Display KERMIT 
banner on screen 
PATHO: CMP #2 ;If 2 th
en re-entry into receive 
BNE PATH! ;Else keep check
ing 
IJMP IND3,#5 ;Indexed jump to receive (
REC) 
PATHl: CMP #3 ;If 3 th
en entry to local error 
BNE PATH2 ;Else keep check
ing 
IJMP IND3,#4 ;Indexed jump to local err
or (RECE) 
PATH2: CMP #4 ;If 4 retu
rn to send with local filename 
BNE PATH3 ;Else keep check
ing 
IJMP IND3,#1 ;Indexed jump to fn verif
ication (SENDF) 
PATH3: CMP #5 ;If 5 the
n re-enter send routine with dat
a packet 
BNE PATH4 ;Else keep check
ing 
IJMP IND3,#2 ;Indexed jump to send data
 pac. (SENDD) 
PATH4: CMP #6 ;If 6 the
n enter command level 
BNE PATHS ;Else continue 
JMP COM ;Jump to command
 level routine 
PATHS: CMP #7 ;If 7 th
en re-enter the help routine 
BNE PATHQ ;Else Exit program 
JMP HELP ;Jump to the hel
p routine 
PATHQ: LOA #0 ;Clear out CONTR
OL byte, indicating 
STA CONBT ;quit to Pascal 
STA COL80 ;Restore 80 colum
9 screen (][e) 
STA NATE ;Restore normal 
character set (][e) 
IJSR IND2,#0 ;Indexed routine
 to clear screen (CLR) 
PATHR: STID1 CONADR,CONBT 
;Store new value of CONTROL 
JSR STCLR ;Clear stack of 
all ret. addr.s 
RTS ;Return to Pasca
l portion of KERMIT 
FIGURE 21: Pascal/assembly-langu
age linking routines 
(continued) • 
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assembly-language routine, and then the external pro
cedure 
. 
was recalled, effectively re-entering the assembly-l
anguage 
portion of the program. 
From the assembly-language perspective, a similar pr
o-
cess was involved. Upon being called, the external 
proce-
dure engaged a routine labeled in Figure 21 as PATH
. This 
routine read the control byte, using the address on 
the 
stack, sifted this value until it matched one of the
 spec-
ified options, then switched the program control to 
the 
corresponding routine, in much the same way the inde
x rou-
tines sifted the accumulator to determine which rou
tine was 
being referenced. Conversely, if an assembly-langua
ge rou-
tine needed to access a Pascal procedure, the appro
priate 
value was stored at the address of the CONTROL param
eter 
and the return routine (PATHR) was invoked. PATHR executed 
a return, the RTS command, using the return address 
for the 
externally defined Pascal routine (LIAISON), returning the 
program control to the Pascal portion of the progra
m where 
the CONTROL parameter was evaluated and the indicate
d pro-
cedure executed. 
Once the communication links between the two portion
s 
of the program had been established, and the barrier
s be-
tween Pascal and assembly-language effectively remo
ved, the 
task of writing a Kermit program for the Apple II be
came 
simply a matter of implementing the protocol. To t
his end 
the program was divided into five modes, ADJUST, HE
LP, 
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RECEIVE, SEND, and TERMINAL, and a Command level, all of 
which performed a specific function related to file tran
s-
fers using the Kermit protocol. 
• '.I 
The Command level is a structure devised to allow the 
user easy access to each of the Kermit modes. It consis
ts 
of little more than a display routine, listing the variou
s 
options, and a sifting routine designed to interpret the 
user's keyboard input. This routine, however, contained 
a 
peculiar control safety procedure shown in Figure 22 as 
STCLR. If an error condition arises during the normal o
p-
eration of one of the above mentioned Kermit modes, each
 
mode is designed to alert the user of the error, abruptly
 
exit the current mode, and re-enter the Command level. 
De-
pending on the number of subroutine calls preceding the 
er-
ror condition, this hasty exit could result in an undete
r-
mined number of return addresses left on the stack, a ve
ry 
precarious and undesirable situation. STCLR dealt with 
this possibility by simply popping byte pairs off the sta
ck 
until it arrived at the return address for the entire 
assembly-language procedure (LIAISON). It left this ad-
dress on the s~ack and pushed its own return address bac
k 
on the stack before returning to that same address. 
The TERMINAL mode contained the terminal emulator rou-
tine. As described in Chapter 2 this routine basically 
al-
ternated between checking for remote input from the comp
ut-
er on the other end of the communications line and keybo
ard· 
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' ;STCLR: Clears the stack by popping bytes off the stack until 
; the return address for LIAISON is encountered. The 
; routine returns to its call with this return addr, 
; for LIAISON at the top of the stack. 
STCLR: 
STCO: 
POP ClADR 
POP C2AOR 
LOA C2ADR 
CMP RETURN 
BNE STCO 
LOA C2ADR+l 
CMP RETURN+! 
BNE STCO 
PUSH RETURN 
PUSH ClADR 
RTS 
;Pop the return offstack and store 
;Pop the next word off the stack 
;Get the first byte of that prev. popped word 
;Compare same to HI of LIAISON's ret. addr. 
;If not loop and check next word on stack 
;Else check the second byte 
;With the LO ·of LIAISON's return addr. 
;If not loop and check next word on stack 
;Else replace LIAISON's ret. addr. 
;Place STCLR's return addr. on stack 
;Return using same 
r 
" 
FIGURE 22: Program control safety routine. 
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input entered by the user. In the case of the former, the 
TERMINAL mode simply displayed on the screen any input it 
received using the RINP routine described above. In the 
case of the latter, any keyboard input was simply output to 
the remote computer using the WRT routine also described 
above. Both cases had slight exceptions. Some input from 
the remote computer needed to be interpreted, as did some 
from the keyboard, but basically the routine just hovered 
between the remote input and keyboard input routines, stop-
ping only to check for the carrier signal and flash the 
cursor on the screen. 
The keyboard input routine, RKBD, is displayed in 
Figure 23. Information is input to the Apple from the 
keyboard via a keyboard character buffer, labeled KBD in 
the figure. When a key on the keyboard is struck, the 
ASCII representation of that keyed character is placed in 
this buffer with its highest bit set, indicating a char-
acter has been entered. Referencing another address, la-
beled KSTROBE in the figure, clears the keyboard buffer's 
high bit. This bit remains clear until another key is 
struck. RKBD checks the high bit in the keyboard buffer, 
and if it is set, reads the input character from the key-
board buffer, stores it in the byte labeled CHAR, then 
clears this high bit by referencing KSTROBE. Note that 
both RKBD and RINP, the remote input routine described in 
Figure 20, set the Carry if there is input and clear the 
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; RKBD: Check the keyboard input buffer for keyed input and, 
• ,
• 
' 
if i~put has occurred, load same into the I/0 character 
buffer • 
• 
' Index reference: IND2X,#4 • 
' • 
' RKBD: LOA /180 
BIT KBD 
BNE RKBDl 
CLC 
RTS 
RKBD1: LDA KBD 
CMP IIOEl 
BCC RKBD2 
CMP IIOFB 
BCS RKBD2 
AND IIODF 
RKBD2: STA CHAR 
BIT KSTROBE 
SEC 
RTS 
• 
' 
;Prepare to check keyboard input flag 
;Check keyboard flag for input 
;If keyed input proceed to get same 
;Else clear carry, indicating no input 
;and exit routine 
;Get keyed input from input buffer 
;Check for lower case input 
;Below lowercase range 
;Above lowercase range 
;In lowercase range, capitalize same 
;Place input in I/0 character buffer 
;Clear keyed input flag 
;Set carry. indicating keyboard input 
;Exit routine 
FIGURE 23: Keyboard input routine. 
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Carry if there is no input. This is what allows the ter-
minal emulatoi to waver back and forth between the two rou-
tines until one of them indicates it has input. 
The next mode (ADJUST) provides the user with the 
ability to change some of Kermit's parameters. • • By g1v1ng 
the proper response to the ADJUST mode's screen the user 
can set the Baud, Default Drive, Collision Avoidance Mode, 
Incomplete File Handling Mode, Parity, Remote Computer 
Type, Packet Display Mode, Packet Response Control, and 
Duplex. (See the KERMIT Users Manual in the Appendix for a 
complete definition of these parameters.) All of the above 
listed parameters are controlled by a single one byte vari-
• 
able, except for the communication controls, which are con-
trolled by a particular bit range in the ACIA's control 
registers. The entire mode consists of creating screen 
displays showing the possible options, interpreting the 
user's keyed i~put to those displays, and adjusting the 
parameters accordingly. 
Figure 24 details a portion of the Adjust Baud rou-
tine. The baud is controlled by a bit range in one of the 
ACIA's control bytes; specifically the zero-through-third 
bits of the byte at the address labeled CONTROL in the fig-
ure. The byte labeled DEFUNK holds the new value of the 
~ 
baud interpeted from the user's response. The routine 
loads the old value of the CONTROL byte into the Accumu-
lator, strips off the the lower half byte using an1AND 
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CONTROL:.EQU OC08B 
COMMAND:.EQU OC08A 
.PROC SET 
.DEF SETTING,IND4 
;The S.S.C. control byte addr. 
;The S.S.C. command byte addr. 
.REF IND1,IND2,IND2X,CHAR 
• 
• 
• 
DEFUNK: .WORD 0 
• 
• 
• 
STA DEFUNK 
IRXY 
LOA CONTROL,Y 
AND IIOFO 
ORA DEFUNK 
STA CONTROL,Y 
• 
• 
• 
;Computational space 
;Place in holding buffer 
;Init. X & Y reg.s for S.S.C. access 
;Get the ACIA control byte 
;Strip off lower half byte 
;Or the new lower half byte in 
;Restore ACIA Control byte with new baud. 
FIGURE 24: Portion of the adjust baud routine. 
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operation, replaces it with the new baud value stored in 
DEFUNK using an OR operation, then stores the Accumulator 
at the CONTROL byte address, effectively changing the baud. 
The SEND mode is entered from the Command level after 
the remote computer has been contacted and its Kermit pro-
gram placed in its Receive Mode. This mode contains both 
the Pascal procedures and the assembly-language routines 
necessary to read a specified file from a disk and send it 
to the remote computer, using the Kermit protocol. These 
routines and procedures are linked using the routines and 
structures described above and in Figure 21. 
The initial routine in this mode is contained within 
the assembly-language portion of the program and is de-
signed to obtain from the user the name of the file to be 
transferred from the Apple to the remote computer. From 
this routine the user has the option to exit the mode and 
return to the Command level, but if he enters a filename 
instead, this filename is stored in the Information Trans-
ition Parameter (NST), and the value of the control pa-
rameter (CONTROL) is set to indicate the corresponding pro-
cedure in Pascal that will open the specified file. The 
program then re-enters the Pascal portion of the program 
via the PATHR routine. 
Once on the Pascal side of the program, the Control 
Parameter is deciphered, and the Open File for Sending 
Routine is called. This routine modifies the filename 
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stored in NST allowing it to search for the file on both 
dis~ drives. If the filename is not found, a message to 
that affect is placed in the Information Transition Pa-
rameter. If the filename does correspond to a file on one 
of the drives, the file is opened, the modified filename is 
placed in the Transition Parameter (NST) and the value of 
the Control Parameter (CONTROL) is set to indicate the 
Filename Confirmation Routine in assembly-language. The 
• 
procedure ends, returning the program control back to the 
main program loop where i_t enters the as$embly-language 
portion of the program through the LIAISON procedure. 
The Filename Confirmation Routine is entered via 
the assembly-language Control Routing Routine, PATH. This 
routine examines the Information Transition Parameter (NST) 
to determine if it contains a filename to be confirmed or a ~ ~ 
message indicating the filename was not found. If it con-
tains a message, the message is displayed on the screen, 
and the Initial Send Routine is re-entered to obtain an-
other filename from the user. On the other hand, if the 
parameter contains a filename, this filename is printed to 
the screen, and the user prompted to confirm that the file 
found was, in fact, the file intended to be sent. The user 
has three options. He can exit the SEND mode, negatively 
respond to the filename causing the program to re-enter the 
initial SEND mode routine, or confirm the file. If the 
user confirms the filename this routine is exited and the 
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Send File Routine is entered. 
The Send File Routine immediately sends a prepackaged 
Send Initiate Packet, shown in Figure Sc, and awaits the 
remote computer's reply. As per the protocol, if a Neg-
ative Acknowledge Packet is received, the Send Initiate 
Packet is resent. If an Acknowledge Packet· is received, 
the routine sends a File Header Packet using the filename 
still stored in the Information Transfer Parameter (NST). 
After an Acknowledge Packet for the File Header Packet is 
received, the Control Parameter (CONTROL) is set to indi-
cate the Get Data For Data Packet Procedure in Pascal, and 
the assembly-language portion of the program is exited via 
PATHR. 
Again, the CASE statement in the Pascal main loop 
transfers the program control to the indicated procedure in 
I 
the Control Parameter. The procedure designed to get data 
for the packet is shown in Figure 25 and referred to there 
as GETNST. As the figure indicates, GETNST does not define 
the file as a file of text, but as a file or records con-
taining two characters each, which is the design of a text 
file on the disk. By reading the file in this manner, the 
procedure is able to read not only the printable text but 
also the control characters on the file. As shown in Chap-
ter 3, these control characters are vital to the descrip-
tion of the file. GETNST then reads the file one record, 
-
or two characters, at a time and translates them to the ac-
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• 
TYPE 
BYTE=0 •• 255; 
MIR&Oa=PACKED RECORD 
CASE INTEGER OF 
l:(ARR:PACKED ARRAY[0 •• 7] 
2:(HEX:PACKED ARRAY[0 •• 1] 
3:(BYl':BYTE); 
4:(CHS:CHAR) 
END• 
' 
GSTRING=STRING[255]; 
TREC=PACKED RECORD 
C2,Cl:CHAR 
END• 
' 
TFILE=FILE OF TREC; 
VAR 
FILENAME,NST:GSTRING; 
I,J,PC:INTEGER; 
CH:CHAR; 
F:TFILE; 
H:TEXT; 
HALF:BOOLEAN; 
MORE,CONTROL:BYTE; 
• 
• 
.... ll.' 
" 
OF Q •• 1); 
OF O •• 15); 
• PROCEDURE TRANSLATE(VAR NST:GSTRING; VAR Cl,C2:MIRROR); 
EXTERNAL; 
(* 
TRANSLATE is an assembly language routine that 
converts text from a Pascal file, which conforms to 
the Apple Pascal file structure, to a a character 
sequence acceptable to the Kermit file transfer 
protocol. This is performed on the text two 
characters at a time for reasons expressed below in 
the GETNST procedure. Note that this is the only 
assembly-language routine that is not accessed 
through the LIAISON procedure. 
Cl,C2: Characters from an Apple text file to be 
converted to a Kermit protocol acceptable character 
sequence. 
NST: The character buffer into which the translated 
character sequence will be stored. 
FIGURE 25: The file to packet data transformation routine. 
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PROCEDURE GETNST(VAR NST:GSTRING; VAR CODE,MORE:BYTE); 
(* 
GETNST develops a packet size portion of 
character data acceptable to the Kermit protocol from 
the specified Apple Pascal text file. This is done 
two characters at a time using the TRANSLATE assembly 
language routine, because the Apple Pascal text file 
structure defines a text file as a file of packed 
records containing two characters each. Thus the 
file is translated one record at a time. 
NST: The character buffer used here to hold and 
transfer a packet size portion of translated 
character data from the diskette to the appropriate 
send routine in the assembly language portion of the 
program. 
MORE: A one byte variable that indicates the number 
of blanks remaining from the previous call to GETNST. 
CODE: The local name for the CONTROL byte. 
*) 
VAR 
Cl, C2 :MIRROR; 
BEGIN 
NST:=' '; 
Cl.BYT:=O; 
C2.BYT:=O; 
IF MORE)O THEN TRANSLATE(NST,Cl,C2); 
MORE:=C2.BYT; 
WHILE NOT((Cl.BYT)=70) OR (IORESULT()O) OR (EOF(F))) DO 
BEGIN 
Cl.CHS:=FA.Cl; 
C2.CHS:=FA.C2; 
TRANSLATE(NST,Cl,C2); 
(*$I-*) GET(F) (*$I+*) 
END; (*WHILE*) 
MORE:=C2.BYT; 
IF(Cl.BYT=O) AND (IORESULT=O) THEN (*$1-*) CLOSE(F); (*$I+*) 
I 
DISKER(IORESULT,CODE,NST); 
END; (*GETNST*) 
FIGURE 25: The file to packet data transformation routine 
(continued). 
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ceptable Kermit data representation through the use of an 
externally defined, assembly-language procedure 
(TRANSLATE). Note that this link to the assembly-language 
portion of the code does not use the main st~uctural link. 
This short circuiting of the control flow is employed to 
accelerate the translation process by eliminating the ad-
ministrative overhead involved in using the LIAISON pro-
cedure. Once a packet size portion of data has been read 
from the file, the data is stored in the Transition Param-
eter (NST), and the Control Parameter is set indicating a 
re-entry into the Send Data Packet Routine in assembly-
language. The procedure ends, returning the program con-
trol to the Pascal main loop where the assembly-language 
portion of the program is re-entered. 
The Send Data Packet Routine is re-entered via the 
Control Routine (PATH). The routine takes the character 
data from the Transition Buffer, encodes it with the proper 
packet packaging, and sends it in packet form to the remote 
compctter. Depending on the remote's response, the routine 
' 
either resends the same Data Packet or requests more data 
from the GETNST Pascal procedure, repeating the process 
' 
described above. This process continues until the Send 
Data Packet Routine is entered and the Information Tran-
sition Buffer is empty signifing the end of the specified 
file. Once an empty Transition Buffer is encountered, the 
routine sends a prepackaged End of File Packet and returns 
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to the initial SEND mode routine, to query the user for an-
other file. If the user specifies another file, the entire 
Send process begins over again, except that the Send Ini-
tialize Packet is not sent a second time. If the user re-
sponds by exiting the mode, a prepackaged End of Trans-
mission Packet is sent, and an acknowledgement for this 
packet is received from the remote before the program 
leaves the SEND mode and enters the Command level. 
The RECEIVE mode, like the SEND mode, is entered after 
the remote computer has been contacted, its Kermit Send 
Mode engaged, and a file specified to be sent. Here, too, 
the routines involved are located in both portions of the 
program and must be accessed through the control structures 
LIAISON and PATH. 
The initial RECEIVE mode routine is designed to wait 
for the remote's Send Initiate Packet. When this packet 
arrives, the routine responds by sending the remote a spe-
cial prepackaged Acknowlegement Packet containing the Apple 
Kermit's cababilities in its data field. After the remote 
sends the File Header Packet, this routine takes the file-
name encased in the packet's data field, modifies it to 
conform to the Apple Pascal Operating System, and stores 
this filename in the Data Transition Buffer (NST). It sets 
the control pa·rameter to indicate the Open File for Receiv-
ing Procedure in Pascal and exits the assembly-language 
po~tion of the program via the Control Routine (PATHR). 
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The CASE statement in the Pascal main loop directs the 
program control to the Open File for Receive Procedure, de-
picted as OPENRES in Figure 26. This procedure has a file-
name collision avoidance capability that will alter the in-
coming filename slightly if it is identical to a file al-
ready on the disk drive. As the figure shows, the proce-
dure checks for a duplicate file by first trying to open 
the file for reading, using the RESET procedure. If a file 
with the same name does not exist, an error condition will 
occur, which this procedure interprets as an indication 
that it will not destroy any files by creating a file with 
the filename specified. On the other hand, if no error oc-
curs, there exists a file with this filename, and the in-
coming filename must be altered to avoid overwriting this 
pre-existing file. The OPENRES procedure alters the incom-
ing filename by appending a period and a number to the 
name. It rechecks the disk to insure that this altered 
filename does not.exist on the disk. If this filename also 
represents a file on the disk, the appended number is in-
cremented until a unique filename is created. This file-
name collision avoidance can be disabled by the user in 
the ADJUST mode; in which case OPENRES rewrites the file 
regardless of the filename. Once a file has been opened, 
the Control Parameter is set to indicate a re-entry into 
the Receive Packets Routine in assembly-language. The 
procedure ends, transferring the program control back to 
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PROCEDURE OPENRES(VAR CODE:BYTE;VAR FNM:GSTRING); 
(* 
OPENRES opens a file on the diskette on which an 
incoming file will be stored one packet at a time. 
This file will bear the same name as the remote file 
with the string '.TEXT' concatenated to it. If the 
file name collision avoidance option is activated, 
and an incoming file has a name that already appears 
on the default drive, OPENRES will append the string 
'.N.text' to the end of the incoming filename. Where 
'N' stands for a number, which will be incremented 
and reappended to the file name until the file name 
becomes unique to the diskette. If, on the other 
hand, the file name collision avoidance option is 
not active, and a file arrives with a file name 
identical to one that already appears on the 
diskette, the diskette file will be eradicated in 
favor of the incoming file. 
FNM: The local name for the character buffer defined 
globally as NST. In this case this buffer contains 
the incoming file's filename and the default drive 
number. 
CODE: The local name for the CONTROL byte 
*) 
VAR 
P, I, J: INTEGER; 
ASTR,TSTR:GSTRING; 
STOP,OK:BOOLEAN; 
11, 12: MIRROR; 
BEGIN 
P:=POS('.' ,FNM); 
IF P)l5 THEN 
BEGIN 
FNM:=COPY(FNM,1,12); 
FNM:=CONCAT(FNM,'.TEXT'); 
P:=13; 
END• 
' I ·-O· 
.- ' 
OK:=TRUE; 
(*$I-*) 
CLOSE(F); 
RESET(F,FNM); 
(*$I+*) . 
J:=IORESULT; 
FIGURE 26: The incoming file creation routine with filename 
collision avoidance capabilities. 
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IF J=O THEN CLOSE(F,LOCK); 
IF (CODE=6) AND (J=O) THEN 
BEGIN 
STOP:=FALSE; 
WHILE NOT STOP DO 
CASE J OF 
O:BEGIN 
CLOSE(F,LOCK); 
TSTR:=COPY(FNM,1,P-1); 
STR(I,ASTR); 
I:=I+l; 
FNM:=CONCAT(TSTR,' • 1 ,ASTR, 1 .TEXT'); 
(*$!-*) 
RESET(F,FNM); 
(*$!+*) 
J:=IORESULT; 
END; (*CASE O*) 
1,2,3,4,S,6,7,8,9,12,13,14,15,16,64:BEGIN 
STOP:=TRUE; 
OK:=FALSE; 
DISKER(J,CODE,FNM); 
END;(*ANY OTHER ERROR*) 
10:BEGIN 
OK:=TRUE; 
STOP:=TRUE 
END(*CASE 10*) 
END(*CASE*) 
END; (*IF*) 
IF OK THEN 
BEGIN 
Ll.BYT:=16; 
L2.CHS:=' '; 
FILENAME:=FNM; 
(*$I-*) 
REWRITE(F,FNM); 
F"". C 1: =L 1. CHS ; 
F"".C2:=L2.CHS; 
PUT(F); 
' 
(*$!+*) 
DISKER(IORESULT,CODE,FNM) 
END 
END; (*OPENRES*) 
FIGURE 26: The incoming file creation routine with filename 
collision avoidance capabilities (continued). 
j' 
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PROCEDURE OPENRES(VAR CODE:BYTE;VAR FNM:GSTRING); 
(* 
OPENRES opens a file on the diskette on which an 
incoming file will be stored one packet at a time. 
This file will bear the same name as the remote file 
with the string '.TEXT' concatenated to it. If the 
file name collision avoidance option is activated, 
and an incoming file has a name that already appears 
on the default drive, OPENRES will append the string 
'.N.text' to the end of the incoming filename. Where 
'N' stands for a number, which will be incremented 
and reappended to the file name until the file name 
becomes unique to the diskette. If, on the other 
hand, the file name collision avoidance option is 
not active, and a file arrives with a file name 
identical to one that already appears on the 
diskette, the diskette file will be eradicated in 
favor of the incoming file. 
FNM: The local name for the character buffer defined 
globally as NST. In this case this buffer contains 
the incoming file's filename and the default drive 
number. 
CODE: The local name for the CONTROL byte 
*) 
VAR 
P,I,J:INTEGER; 
ASTR,TSTR:GSTRING; 
STOP,OK:BOOLEAN; 
11,12:MIRROR; 
BEGIN 
P:=POS(' .• ,FNM); 
IF P)lS THEN 
BEGIN 
FNM:=COPY(FNM,1,12); 
FNM:=CONCAT(FNM,' .TEXT'); 
P:=13; 
END• , 
I ·-0· . ,
OK:=TRUE; 
(*$I-*) 
CLOSE(F); 
RESET(F,FNM); 
(*$I+*) 
J:=IORESULT; 
FIGURE 26: The incoming file creation routine with filename 
collision avoidance capabilities. 
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IF J=O THEN.CLOSE(F,LOCK); 
IF (C0DE=6) AND (J=O) THEN 
BEGIN 
~ STOP:=FALSE; 
O:BEGIN 
WHILE NOT STOP DO 
CASE J OF 
CLOSE(F,LOCK); 
TSTR:=COPY(FNM,l,P-1); 
STR(I,ASTR); 
I:=I+l; 
FNM:=CONCAT(TSTR,' .',ASTR,'.TEXT'); 
(*$I-*) 
RESET(F,FNM); 
(*$!+*) 
- J:=IORESULT~ 
END; (*CASE O*) 
l,2,3,4,S,6,7,8,9,12,13,14,15,16,64:BEGIN 
STOP:=TRUE; 
OK:=FALSE; 
DISKER(J,CODE,FNM); 
END;(*ANY OTHER ERROR*) 
10:BEGIN 
OK:=TRUE; 
STOP:=TRUE 
END(*CASE 10*) 
END(*CASE*) 
END;(*IF*) 
IF OK THEN 
BEGIN 
Ll.BYT:=16; 
12. CHS:=' ' ; 
FILENAME:=FNM; 
(*$!-*) 
REWRITE ( F, FNM) ; 
F"'. C 1: =Ll. CHS; 
F"' .C2:=L2.CHS; 
PUT(F); 
(*$I+*) 
DISKER(IORESULT,CODE,FNM) 
END 
END; (*OPENRES*) 
FIGURE 26: The incoming file creation routine with filename 
collision avoidance capabilities (continued). 
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the Pascal main loop where the Pascal portion of the pro-
gram is exited through the external procedure LIAISON. 
The Receive Packets Routine is entered via the Control 
Routine (PATH) where it awaits the next packet from the re-
mote computer. When this packet arrives, the routine ana-
lyzes it to i-0sure that it conforms to all the requirements 
of the protocol. If for any reason the packet does not 
meet the standard, the packet's type is changed to a non-
standard packet type; specifically the null character. The 
routine responds to the packet received based on its type, 
sending a Negative Acknowledge Packet if the packet type is 
not one of the Kermit standard type characters. Figure 27 
shows this Response on Type Routine (ARES). Note that the 
packet type stored in the byte labeled TYPE is checked 
against the possible packet type characters, and, if a 
match is found, the appropriate action is taken. Note also 
that most options involve storing a value in a byte labeled 
ARCB. This byte is synonymous at this level to the Control 
Parameter and will be substituted for the CONTROL byte at a 
later juncture if the response to the packet involves the 
Pascal portion of the program. 
If the next packet received after the File Header is a 
Data Packet, the data in that packet is translated into a 
representation acceptable as text file data on the Apple 
Pascal Operating System. During this process, any line 
numbers that may have been included in the data are strip-
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• 
' ; ARES: Automatic response to incoming packet based on type. At 
the time of this routine's call the packet has already met • 
' the standards of the protocol. ~ • 
' • 
' ARES: IJSR IND2,#4 
INC PCFLN 
LOA TYPE 
CMP #44 
BNE ARES2 
!JSR INDl,/11 
JSR SAP 
RTS 
ARES 2: CMP 1153 
BNE ARES3 
LDA ARCB 
CMP 114 
BEQ ARES21 
IJSR IND2, /17 
!JSR IND2,ll4 
TMESS 1116 
LDA /14 
STA ARCB 
ARES21: JSR ACKSI 
RTS 
ARES3: CMP 1142 
BNE ARES4 
!JSR IND2,ll4 
JSR SAP 
TMESS /118 
IJMP IND1, 117 
ARES4: CMP /146 
BNE ARES5 
LDA 110 
STA CHR-3 
" LDA Ill 
STA PCFLN 
LOA ARCB 
CMP /14 
BEQ ARES41 
LDA SETTING+3 
STA ARCB 
IJSR INDl,110 
ARES41: JSR SAP 
RTS 
;Display the incoming pac.'s params (PPP) 
;Inc. the packet count for line no.s byte 
;Get the incoming pac.•s type 
;Check for "D", data packet 
;If not same continue 
;Transfer data from pac. to string (STSTR) 
;Send ack. packet 
;Exit routine 
;Check pac. type for "S", send init. pac. 
;If not same continue 
;Get auto. receive command byte 
;Check for 2nd coming of send init. pac. 
;If so proceed to ignore the packet 
;Else display pac. param. board (PARPAC) 
;Display packet parameters (PPP) 
;Display transmission message 
;Indicate pac. not to be dumped to disk 
;by setting auto. receive control byte 
;Send ack. to send init. packet 
;Exit routine 
;Check pac. type for a "B", EQT pac. 
;If not same continue 
;Else display packet parameters (PPP) 
;Send ack. packet 
;Display transmission message 
;Exit rec. mode/enter com. level (COM) 
;Check pac. type for "F", file header pac. 
;If not same, proceed 
;Else clear the line no.son file flag, 
;since new file is beginning 
;Init. pac. count for line no. determin., 
;since expected sequence is not reinit. 
;Check the auto. receive control byte 
;Has packet arrived once before 
;If it has continue 
;Else get opening mode (series/overwrite) 
;Place in the Auto. receive control byte 
;Transfer file header to string (FHSTR) 
;Send an ack. packet 
;Exit routine 
FIGURE 27: Automatic response to packet based on type 
routine. 
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ARESS: CMP IISA 
BNE ARES6 
LOA ARCB 
CMP 114 
BEQ ARES51 
TMESS /117 
LOA /IS 
STA ARCB 
ARES51: JSR SAP 
RTS 
ARES6: CMP #45 
BNE ARES7 
!JSR IND2,ll4 
EMESS /115 
TMESS /118 
JMP ARESX 
ARES7: INC RETRY 
INC TRET 
DEC PCFLN 
LOA 110 
STA ARCB 
LOA RETRY 
CMP SETTING+6 
BCS ARES8 
JSR SNP 
RTS 
ARES8: !JSR IND2,#4 
JSR SEP 
EMESS /117 
TMESS /118 
ARESX: IJMP IND2X,#8 
;Check pac. type for "z", EOF packet 
;If not same continue 
;Get the auto. control byte 
;Check for second arrival of packet 
;If so ignore the packet 
;Else display transmission message 
;Indicate EOF (file should be closed) 
;Place code in auto. control byte 
;Send ack. packet 
;Exit routine 
;Check pac. type for "E",error packet 
;If not same continue 
;Else display packet parameters (PPP) 
;Display error message 
;Display transmission message 
;proceed to error handling routine 
;Reject pac., inc. retry count 
;Inc the total retry 
;Dec. pac. count for line no. determin. 
;Indicate packet to be ignored 
;by coding the auto. control byte 
;Get the retry count 
;Compare it with the retry limit 
;If no. of retries>= the limit error 
;Else just send neg. ack. pac. 
;Exit routine 
;Display the packet parameters (PPP) 
;Send error packet 
;Display error message 
;Display transmission message 
;Enter error alarm routine (ERALR) 
FIGURE 27: Automatic response to packet based on type 
routine (continued). 
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ped off. The converted data are placed in the Data Transi-
tion Parameter (NST), and the control parameter is set to 
indicate the Dump Data to Disk File Procedure in Pascal. 
The assembly-language portion of the program is then exited 
• via PATHR. -
The CASE statement in the Pascal main loop directs the 
program control to the Dump Data to Disk File Procedure 
where the data in the Transition Parameter (NST) are stored 
on the previously created file, using the same double char-
acter record structure (TREC) described in Figure 25. 
After ,the data have been stored, the control parameter is 
set to indicate a re-entry into the Await for Packet Rou-
tine in assembly-language. The procedure ends, returning 
the program control over to the Pascal main loop where the 
assembly-language portion of the program is again entered 
through the LIAISON procedure. 
Once back in the assembly-language portion of the pro-
gram, the Await for Packet Routine is re-entered via the 
Control Routine (PATH). If another Data Packet arrives, 
the above process is repeated, dumping the data to the disk 
file one packet at a time until an End of File Packet ar-
rives. When the EOF packet arrives, the control parameter 
is set to indicate the Close File Procedure in Pascal, and 
the ·assembly-language portion 9~f .. the program is exited 
<!. .---.., 't 
PATHR. '~ 
• via 
Again the CASE statement directs the program control 
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to the appropriate procedure where the file is closed. The 
Control Parameter is then reset to indicate a re-entry into 
the Await for Packet Routine in assembly-language, and the 
Pascal portion of the program is exited through LIAISON. 
The Control Routine (PATH) directs the program control 
to the Await for Next Packet Routine where the entire Re-
ceive sequence described above could repeat if the next 
packet is a File Header Packet, indicating another file 
transfer. If the next packet received is the End of Trans-
mission Packet, the routine sends and acknowledgement to 
it, then automatically exits the RECEIVE mode, entering the 
Command level where the Kermit program awaits further in-
structions. 
The last of the Kermit modes is by far the simplest. 
Beginning in the assembly language portion of the program, 
the HELP mode prompts the user to enter a response from the 
keyboard, indicating which of the five Kermit modes he/she 
would like to know more about. The user's response, if it 
is not the Exit Mode Command, is then modified and stored 
in the Control Parameter, and the assembly-language portion 
of the program is. __ .. exi ted via PATHR. 
The CASE statement in the Pascal main loop directs the 
program control to the Print Help Screen Procedure where 
the control parameter is further analyzed to determine 
which mode the user selected. Once this mode has been de-
termined, a corresponding text file containing a brief ex-
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planation of the mode is read from the disk drive and dis-
played on the screen. The user inputs a keyboard charac-
ter, indicating he is finished with the information, and 
the control parameter is reset to indicate a re-entry into 
the Help Prompt Routine in assembly-language. Once back in 
the Help Prompt Routine, the process repeats until the user 
enters the Exit Mode Command, at which time the Command 
level is re-entered. 
The program developed in this project to implement the 
Kermit protocol on the Apple II, under the Pascal operating 
system, is actually a hybrid consisting of both Pascal and 
assembly-language code linked together in a somewhat unor-
thodox but versatile fashion. From the user's perspective, 
the program consists of five modes of operation; each de-
signed to implement some facet of the Kermit protocol. De-
spite its sophistication, this implementation is incom-
plete, since it can not perform binary file transfers which 
are an integral part of the Kermit protocol. However, this 
inability was not inspired by ineptitude or indifference, 
but by the limitiations of the Apple II's memory, software, 
and documentation. 
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CONCLUSION 
During the development of the Kermit implementation 
program designed for this project, it became painfully 
clear why all the previously designed Kermit programs fo
r 
the Apple II were developed for the Basic Operating Syst
em. 
Not only are the utility routines in the Read Only Memor
y 
well documented in this system, but the firmware on the 
communication card also provides a terminal emulator, 
eliminating about a fourth of the work required to imple
-
ment the Kemrit protocol. The additional effort to dup
li-
cate these routines was not the major disadvantage, on the 
contrary, the development of these routines was both edu
-
cational and intellectually stimulating. The real trage
dy 
lies in the amount of program space these redundant rou-
.tines required; program space that could have been used 
for other Kermit features such as eighth bit quoting, bi
-
I 
' ( 
nary file transfers, Attributes Pahket capabilities, and
 
r 
even Server operation. As the Kermit program stands now
 
it stretches the memory capacity of the Linker to the v
ery 
brink of a system failure. Even the addition of 10 to 2
0 
lines of assembly-language code would have disastrous re
-
sults. It would be interesting to corner an Apple execu
-
tive or engineer, and force a Pascal ROM listing out of 
him; something I was unable to do. Until that time, thi
s 
implemention will remain a 'bare bones' Kermit. 
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KERMIT USER'S MANUAL 
The KERMIT program is designed to transfer text files 
from the DEC-20 or the Cyber mainframe to an Apple II 
series pers·onal computer, under the Apple Pascal Operating 
System, using the Kermit File Transfer Protocol. The 
program is actually a package of five files: KERMIT.CODE, 
KHELPl.TEXT, KHELP~~TEXT, KHELP3.TEXT, and KHELP4.TEXT. 
The code file, KERMIT.CODE, contains the program's execut-
able code. The text files contain information used by the 
KERMIT program to display various help screens and are not 
required to perform file transfers. The program also makes 
use of an Apple Super Serial Card which must be present in 
Connector Slot Number 2. 
The program is executed from the Command mode of the 
Apple Pascal Operating System by typing the following 
command: 
X #[]:KERMIT 
where [] represent the volume number of the disk on which 
the KERMIT program is stored. 
Once executed, the program displays a banner indica-
ting the presence of the Super Serial,Card. If this card 
is missing, an alarm will sound and access to the program 
will be denied; otherwise, any keypress will advance the 
-129-
1. 
7. da Cruz, Frank, "Policy on Commerical Use and Distribution 
of Kermit", Columbia Universiy for Computing Activi-
ties, September, 1985. 
8. Espinosa, Christopher, Apple II Reference Manual, 
Cupertino, CA: Apple Computer Inc., 1979. 
9. Watson Allen, Apple II Reference Manual for Ile Only, 
Cupertino, CA: Apple Computer Inc., 1982. 
10. Woolf, Henry Bosley., Editor in Chief, "Protocol", The 
Merriam-Webster Dictionary, Springfield, Mass.: 
G. & C. Merriam Co., 1974, p. 558 • 
... :.'. 
-128-
I 
.. 
KERMIT USER'S MANUAL 
The KERMIT program is designed to transfer text files 
from the DEC-20 or the Cyber mainframe to an Apple II 
series personal computer, under the Apple Pascal Operating 
System, using the Kermit File Transfer Protocol. The 
program is actually a package of five files: KERMIT.CODE, 
KHELPl.TEXT, KHELP2.TEXT, KHELP3.TEXT, and KHELP4.TEXT. 
The code file, KERMIT.CODE, contains the program's execut-
able code. The text files contain information used by the 
KERMIT program to display various help screens and are not 
required to perform file transfers. The program also makes 
use of an Apple Super Serial Card which must be present in 
Connector Slot Number 2. 
The program is executed from the Command mode of the 
Apple Pascal Operating System by typing the following 
command: 
X #[] :KERMIT 
where [] represent the volume number of the disk on which 
·the KERMIT program is stored. 
Once executed, the program displays a banner indica-
ting the presence of the Super Serial Card. If this card 
is missing, an alarm will sound and access to the program 
will be denied; otherwise, any keypress will advance the 
-129-
program into an operational status. 
The KERMIT program is broken up into five modes of 
operation: ADJUST, HELP, RECEIVE, SEND, and TERMINAL, each 
of which performs a specific function related to file 
transfers using the Kermit protocol. In addition, a Com-
mand Level is provided to allow the user to access these 
various modes. All modes are entered from, and exit to, 
this command level. 
THE KERMIT BAR 
The Kermit Bar illustrated below is displayed at the 
bottom of the scre~n in every mode and the Command Level to 
indicate the KERMIT program is in use. 
-----------------
--KERMIT--
THE COMMAND LEVEL 
After the user responds to the banner with a keypress, 
the program automatically enters the Command Level. This 
level is characterized by the following prompt below the 
Kermit Display Bar. 
COMMAND> 
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Above the Kermit Bar the user's various mode opt
ions 
are displayed with their first letters inversed.
 Entering 
one of these inverse letters will invoke the co
rresponding 
mode. Entering the "Q" option will not enter a mode, 
but 
exit the program. Characters that do not corres
pond to a 
command option will be responded to with a beep 
but are 
otherwise ignored. 
THE EXIT MODE COMMAND 
The Exit Mode Command (Control-E) causes the KERMIT 
program to exit whatever mode it is in, no matte
r what 
function it is performing, and re-enter the Comm
and Level. 
THE HELP MODE 
The HELP mode is designed to give the user rnore 
in-
formation about the KERMIT program. The mode is
 charac-
terized by the word HELP flashing below the Kerm
it Bar. 
The various mode options are listed above the K
ermit Bar 
with their first letters inversed. Entering the
 first 
letter of a mode invokes a screen display that b
riefly 
describes the· operation and purpose of the mode 
selected. 
Entering a "Q" or the Mode Exit Command (Control-E) exits 
the mode and re-enters the Command Level. 
-131-
-t 
THE ADJUST MODE 
The ADJUST mode, entered from the Command Level by 
typing an "A", allows the user to both view and set the ten 
adjustable KERMIT parameters. The mode is characterized by 
the word ADJU~T flashing below the Kermit Bar and the vari-
--'--\ 
ous parameters: Baud, Default Drive, Filename Collision 
Avoidance, Incomplete File Handling, Parity, Retry Limit, 
Remote Type, Packet Display, Packet Response Control, and 
Duplex, listed above the Kermit Bar with a corresponding 
number on the left. Entering the corresponding number in-
vokes a new screen listing the parameter chosen at the top 
and its various settings below, preceded by a letter. En-
tering the corresponding letter causes the parameter to be 
reset to the specified value. Entering a Control-Eat any 
point in this mode exits the mode and re-enters the Command 
Level. For more information see the PARAMETERS section of 
this manual. 
THE TERMINAL MODE 
The TERMINAL mode is designed to act as a terminal 
emulator. This mode is accessed from the Command Level by 
entering a "T" and is characterized by the word TERMINAL 
flashing below the Kermit Bar. From this mode the remote 
\, 
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computer can be contacted in the same fashion a standard 
I 
terminal accesses its mainframe. Note that the carrier 
signal should be established before this mode is entered or 
an error condition will occur and an alarm will sound. 
Since the DEC-20 and Cyber deal with their terminals dif-
ferently, it is best to first set the Remote Type in the 
ADJUST mode before entering the TERMINAL mode. Due to the 
limits of the Apple II plus keyboard, there are a number of 
command character sequences that provide the user with ac-
cess to the entire ASCII character code. These command 
character sequences are presented below. 
AA: Prefix for the expanded keyboard characters, i.e., 
the prefix control-A followed by the characters on 
the far left. 
0: AA (Control-A) 
1: Open bracket ([) 
2: Close bracket (]) 
3: Reverse slant (\) 
4: Open brace ({) 
5: Close brace (}) 
6: Verticle line (!) 
,.. 
8: Underline '( ) 
-
9: AE (Control-E) 
:: AL (Control-L) 
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;: Au (Control-U) 
<: File separator 
=: Group separator 
Example: To obtain an open bracket ([) type ""Al" 
AL: Lower case character lock. 
"u: Upper case character lock. 
AE: Exit mode command. 
THE SEND MODE 
The SEND mode is designed to send a specified file 
from the Apple to either the DEC-20 or the Cyber using the 
Kermit protocol. The mode is accessed by entering a "S" 
", 
from the Command Level and is characterized by the word 
SEND flashing below the Kermit Bar. Before entering this 
mode it is necessary to contact the remote computer, engage 
its Kermit program, and place this program in its Receive 
Mode. This is accomplished through the use of KERMIT'S 
TERMINAL Mode. 
When this mode is initially entered the user is 
prompted to specify a filename indicating the file to be 
sent. This prompt is shown below. 
FILENAME--> 
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If the user responds to this prompt with a carriage 
return or the Mode Escape Character (Control-E), the mode 
is exited and the Command Level re-entered. If the user 
chooses not to exit the mode, a filename can be specified 
with or without its volume number or type field. A car-
riage return entered after the filename indicates the user 
is finished specifying a file. The KERMIT program searches 
both disk drives for the file and prints the complete file 
name on the screen for the user to verify with a "y" or "n" 
response. If the user inputs an "n", or the specified file 
could not be found on either disk, the user is prompted for 
another filename using the above prompt, and the procedure 
repeats. If, however, the user specifies a "y" to the 
filename confirmation prompt, the specified file is sent 
to the remote computer using the Kermit protocol. 
The SEND mode has two levels of operational control, 
Automatic and Manual, which can be set in the ADJUST mode. 
Under Automatic control the KERMIT program responds to the 
remote Kermit's packets. Under Manual control the user 
must respond using the following command characters entered 
from the keyboard: 
E: Send Error Packet. 
N: Send next Data Packet. 
R: Resend last Data Packet. 
~ .. 
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Manual control is beneficial only as an educational tool 
and is not recommended for standard use. 
This SEND mode is exited whenever the user enters the 
Exit Mode Command (Control-E). 
THE RECEIVE MODE 
The RECEIVE mode is designed to receive a text file 
from the remote computer and store it in a file on the 
default drive. This mode is entered by typing an "R" in 
the Command Level and is characterized by the word RECEIVE 
flashing below the Kermit Bar. Before this mode is en-
tered, the remote computer must be contacted, its Kermit 
program engaged, and a specified file from the remote 
computer must be sent. This is accomplished through the 
use of the TERMINAL mode. 
The RECEIVE mode also has two levels of operational 
control, Automatic and Manual. UnJer Automatic control, 
the KERMIT program automatically responds to incomming 
packets, taking whatever actions are indicated according to 
the Kermit protocol. Under Manual control the user speci-
fies what actions to take by entering the-following command 
characters. 
E: Send Error Packet. 
N: Negatively acknowledge the last packet received. 
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Y: Acknowledge the last packet received. 
The Manual control is recommended only for educational 
purposes and should not be used to perform standard file 
transfers. 
The RECEIVE mode is exited whenever the user enters the 
Exit Mode Command (Control-E). 
PARAMETERS 
The ADJUST mode in the KERMIT program has ten param-
eters. These parameters regulate both the abilities of the 
Kermit protocol and the nature of the communication involv-
ed. The following list synopsizes these parameters. 
Baud 
Baud indicates the speed of the communications in 
bits per second. The Kermit protocol is capable of 6 
different bauds: 50, 75, 110, 135, 150, 300, 600, and 
1200 bits per second. Higher bauds can be used, but 
they must be set by throwing the appropriate hardware 
switches on the Super Serial Card. Since KERMIT was 
developed using 300 baud, that is the baud recommended. 
Default Drive 
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The Default Drive indicates on which disk drive an 
incoming file will be stored. The Kermit program was 
designed for a two drive system. Either drive 1 (Volume 
#4) or drive 2 (Volume #5) can be selected. 
Duplicate Filenames 
. The Duplicate Filenames parameter indicates whether 
an incoming file, with a name that is identical to that 
of an existing file on the default drive, should over-
write the duplicate file, or create a new file using a 
slightly modified version of the same name. This modi-
fied name illustrated below, consists of the original 
name followed by the first series number that creates a 
unique filename: 
FILENAME.[] .TEXT 
where [] represents the appended series number. 
Incomplete Files 
The Incomplete Files parameter indicates whether to 
save or discard an incomplete incoming file, whose 
transmission was interrupted by a carrier signal loss 
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or error condition. 
Parity 
Parity indicates which type of byte encoding the 
communications card will perform. There are five pos-
sibilities: NONE, EVEN, MARK, ODD, and SPACE •. Each 
refers to the condition of the eighth and unu~ed bit in 
an ASCII character representation. Parity NONE indi-
cates that the condition of the eighth bit is ignored. 
Parity SPACE indicates that the eighth bit will always 
be clear. Parity MARK indicates the eighth bit will 
always be set. Parity ODD indicates the eighth bit will 
f 
be set or cleared to give an odd total of set bits in a 
byte. Parity EVEN indicates that the eighth bit will be 
set or cleared to give an even number of total set bits 
in a byte. 
Retry Limit 
The Retry Limit specifies how many times a packet 
will be sent without being acknowledged before an error 
condition will arise. Note that this parameter should 
also be set on the remote computer to coincide with the 
local setting. 
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Remote Type 
The Remote Type indicates which of the two remote 
computers with which KERMIT has been designed to inter-
face is currently being contacted: the DEC-20 or the 
Cyber. Note this parameter should be set in the ADJUST 
mode prior to accessing the remote computer in the 
TERMINAL mode. 
Transmission Display 
The Transmission Display indicates how much of the 
packet information exchanged during a file transfer will 
be displayed on the screen. The three options and their 
corresponding definitions are listed below: 
NONE: Display only the packet parameters on the 
right portion of the screen. 
PACKETS: Display the packet parameters on the right and 
the packets themselves on the left side of the 
VERBOSE: 
y 
' 
screen. 
Display the packet parameters on the right 
and the packet characters along with their 
. y 
binary representations on the left side of 
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the screen. 
Note the VERBOSE setting is not recommended since the 
amount of information involved quickly scrolls off the 
screen. 
Transmission Control 
The Transmission Control indicates whether the 
Kermit program will respond to incoming packets auto-
matically or to manually inputed command characters from 
the user. These command characters are listed in the 
descriptions for the SEND and RECEIVE modes. 
Duplex 
Duplex refers to an ability of the communications 
hardware. HALF Duplex indicates the hardware is capable 
of communications in one direction only. FULL Duplex 
indicates the hardware is capable of simultaneous two-
way communications. Both the Cyber and the DEC-20 sup-
port FULL duplex communications. 
ERRORS AND ALARMS 
.. 
An alarm will sound whenever a error occurs that is 
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fatal to the continuance of a file transfer. This alarm 
wjll be accompanied by a brief explanation of the error 
condition and will continue to sound until the user strikes 
any key. 
The loss of the carrier signal is one such error 
condition that will sound an alarm. To avoid unwanted 
commotion, be sure the carrier signal is established before 
initial entry into the TERMINAL mode. 
NOTE ON DEC-20 OPERATIONS 
The DEC-20's Kermit requires the user to preset the 
following parameters in its command mode using the fol-
lowing SET commands: 
SET PARITY (anything but NONE) 
SET SEND PAUSE 2 
SET RECEIVE PAUSE 2 
J 
These setting must be set prior to any file transfer with 
the KERMIT program. 
' 
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ILLUSTRATIVE PROGRAMS 
The programs presented in this appen
dix are designed 
to illustrate the text file structur
e on the DEC-20, Cyber, 
and Apple II Pascal systems. Each o
f them is based upon 
the redefinition of a text file from 
a file of text to a 
file of multicharacter records corres
ponding to the word 
size of the particular machine. Wit
h this alternate def-
inition all the characters contained 
in a file can be dis-
played including those control chara
cters and fields that 
are utilized only by the operating sy
stem and are generally 
invisible to the user. The programs 
that are to follow 
were responsible for Figures 7, 10, 
and 12 respectively. 
! 
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PROGRAM TRANS; 
(* 
TRANS is designed to illustrate the Apple !I's Pascal 
text file structure. The Apple has an eight bit word, 
but its text file representation on the diskette is a 
record of two eight bit ASCIIcharacters. 
*) 
TYPE 
BYTE=0 •• 255; 
MIRROR=PACKED RECORD 
CASE INTEGER OF 
l:(ARR:PACKED ARRAY[0 •• 7] OF 0 •• 1); 
2:(HEX:PACKED ARRAY[O •• l] OF 0 •• 15); 
3:(BYT:BYTE); 
4:(CHS:CHAR) 
END; 
PINT=PACKED RECORD 
CASE INTEGER OF 
1: (INT: INTEGER); 
2:(MIR:PACKED ARRAY[0 •• 1] OF MIRROR) 
END; 
TREC=PACKED RECORD 
C2,Cl:CHAR 
END• , 
TFILE=FILE OF TREC; 
VAR 
I,J,IOR:INTEGER; 
FI:TFILE; 
FO:TEXT; 
CH:MIRROR; 
STR:STRING; 
PROCEDURE INTERP(C:CHAR); 
(* 
INTERP shifts control characters into the printable range then 
prefixes them with a "A" 
*) 
VAR 
CH:MIRROR; 
An illustrative program detailing the Apple II 1 s'1>ascal 
file structure. 
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(1; 
\ . 
BEGIN 
J:=J+l; 
IF J)60 THEN 
BEGIN 
J:=O; 
WRITELN(FO,' --)'); 
END; 
CH.CHS:=C; 
IF CH.BYT)=32 THEN WRITE(FO,CH.CHS) 
ELSE 
BEGIN 
IF CH.BYT~l6 THEN 
BEGIN 
J:=O; 
WRITELN(FO); 
END; 
CH.BYT:=CH.BYT+64; 
WRITE(FO,'A' ,CH.CHS) 
END 
END; ( *INTERP*) 
BEGIN 
~:=O; 
IOR:=l; 
WHILE IOR<>O DO 
BEGIN 
WRITELN(OUTPUT); 
WRITE(OUTPUT,'FILENAME-'); 
READLN(INPUT,STR); 
(*$I-*) 
RESET(FI,STR); 
(*$I+*) 
IOR:=IORESULT; 
IF IOR<>O THEN WRITELN(OUTPUT,' 
END; (*WHILE*) 
REWRITE(FO,'JOE.TEXT'); 
NO GOOD. I/0 ERR ',IOR) 
WHILE NOT EOF(FI) DO 
BEGIN 
INTERP(FIA.Cl); 
INTERP(FIA.C2); 
GET(FI) 
END; (*WHILE*) 
CLOSE(FO,LOCK); 
CLOSE(FI,LOCK); 
END. 
,. 
An illustrative program to detail the Apple II Pascal 
file structure (continued). 
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PROGRAM PSI(OUTPUT,Fl); 
(* 
A program designed to illustrate the DEC-20's text file 
structure.Note the DEC-20 is a 36 bit word oriented machine 
with five seven-bit ASCII encoded characters per word. 
*) 
TYPE 
BIT=O •• 1; 
BYTE=0 •• 127; 
BITS=PACKED ARRAY[0 •• 6] OF BIT; 
BUSH=PACKED ARRAY[0 •• 4]0F CHAR; 
REC=PACKED RECORD 
WORD:BUSH; 
END; 
MIR=PACKED RECORD 
CASE INTEGER OF 
1 : ( CH : CHAR) ; 
2: ( BYT: BYTE) ; 
3: (ARR: BITS) 
END; 
DFILE=FILE OF REC; 
VAR 
I,J,K:INTEGER; 
Fl:DFILE; 
PROCEDURE TRANS(WD:BUSH); 
(* 
TRANS translates characters in the control range to a 
character sequence; a hat (A) symbo:. followed by the 
chara"cters printable equivalent. 
*) 
VAR 
M,N:INTEGER; 
Nl:MIR; 
BEGIN 
FOR M:=O TO 4 DO 
BEGIN 
N 1. CH : =WD [ M ] ; 
IF (Nl.BYT)=32) AND (Nl.BYT()127) THEN 
WRITE(OUTPUT,Nl.CH) 
ELSE 
An illustrative program to detail the DEC's text file structure. 
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BEGIN 
IF Nl.BYT=127 THEN WRITE(OUTPUT,'[DEL]') 
ELSE 
BEGIN 
Nl.BYT:=Nl.BYT+64; 
IF Nl.BYT=74 THEN WRITELN(OUTPUT,'A',Nl.CH,' ') 
ELSE WRITE( OUTPUT' I A I 'Nl. CH' I I); 
END; 
END; (*ELSE*) 
END(*FOR*) 
END; (*TRANS*) 
BEGIN(*MAIN*) 
WRITELN(OUTPUT); 
RESET(Fl); 
WHILE NOT EOF(Fl) DO 
BEGIN 
TRANS(FlA.WORD); 
GET(Fl); 
END; 
END. 
An illustrative program to detail the DEC-20's file structure 
(continued). 
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PROGRAM PSI(Fl,F2); 
(* A PROGRAM DESIGNED TO DISPLAY ALL CHARACTERS IN A CYBER 
TEXT FILE. NOTE THE CYBER'S HAS A 60 BIT WORD WITH 10 
SIX BIT CHARACTERS IN EACH WORD 
*) 
TYPE 
WORD=PACKED ARRAY [0 •• 9] OF CHAR; 
REC=PACKED RECORD 
W:WORD 
END; 
VILE=FILE OF REC; 
VAR 
M:INTEGER; 
Fl: VILE; 
F2:TEXT; 
NENQ:BOOLEAN; 
PROCEDURE NCAP(A:WORD); 
(* NCAP SIFTS THE CHARACTERS IN THE TEXT FILE FOR THE 
CHARACTER IN CYBER DISPLAY CODE WITH NO GRAPHIC REPRESENTATION, 
IT THEN DISPLAYS SAME AS A AO CHARACTER SEQUENCE. 
*) 
VAR 
!:INTEGER; 
BEGIN 
FOR I:=O TO 9 DO 
BEGIN 
· IF ORD(A[I])=O THEN 
BEGIN 
WRITE(F2,'A0'); 
NENQ:=TRUE; 
END 
ELSE 
BEGIN 
IF NENQ THEN 
BEGIN 
NENQ:=FALSE; 
WRITELN(F2); 
END; . 
WRITE(F2,A[I]:1) 
END 
END 
END; (*NCAP*) 
An illustrative program to detail the Cyber text file structure, 
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BEGIN(*MAIN*) 
NENQ:=FALSE; 
RESET(Fl); 
REWRITE(F2); 
WHILE NOT EOF(Fl) DO 
BEGIN 
NCAP(Fl .... W); 
GET(Fl); 
END(*WHILE*) 
END. 
r, 
An illustrative program to detail the Cyber text file structure. 
(continued) 
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