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Seznam uporabljenih simbolov 
CPE Centralno procesna enota 
PLC/PLK Programirljivi logični krmilnik 
V Napetost 
DC Enosmerna napetost 
A Tok 
AC Izmenična napetost 
PROFINET Industrijski omrežni protokol 
OB Organizacijski blok 
FB Funkcijski blok 
FC Funkcija 
DB Podatkovni blok 
HMI Grafični vmesnik 
LAD Lestvični diagram 
 
Tabela 0.1:  Seznam simbolov 
 
 9 
Povzetek 
Diplomska naloga opisuje načrtovanje avtomatizacije portalne avtopralnice. 
Avtomatizacija je bila izvedena s pomočjo programirljivega logičnega krmilnika, 
zaslona HMI in programske opreme proizvajalca Siemens. 
V uvodnem delu smo predstavili krmilnik S7-1200 in se osredotočili samega 
programiranja v programu TIA Portal. V osrednjem delu smo predstavili zasnovo 
sekvenčnega vodenja avtopralnice, vključno s samimi testiranji programske logike in 
uporabe simulatorja. V zadnjem delu diplomske naloge pa smo se osredotočili na 
programiranje grafičnega zaslona. Razvili smo grafični vmesnik z različnimi 
animacijami za upravljanje avtopralnice. 
 
 
Ključne besede: avtomatizacija, PLK, S7-1200, PLC SIM, HMI, KTP 700, 
WinCC 
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Abstract 
The thesis describes the planning of portal car wash automation process. The 
automation was realized with a programmable logic controller, HMI display and 
Siemens manufacturer's software. 
In the introductory part, we introduced the S7-1200 controller and focused on 
programming itself in TIA Portal. In the central part, we presented the concept of 
sequential car wash management, including the testing of program logic and simulator 
usage. In the last part of the thesis we focused on graphical screen programming. We 
have developed a graphical interface with various carwash management animations. 
 
 
Key words: automation, PLC, S7-1200, PLC SIM, HMI, KTP 700 Basic, 
WinCC  
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1  UVOD 
Zgodovina pravi, da naj bi se prva avtopralnica pojavila leta 1914 v kraju Detroit. 
Prva avtopralnica je bila razmeroma zelo preprosta. Bila je namreč ročna avtopralnica. 
Zgrajena je bila v obliki tunela. Zaposlenih je bilo več ljudi, kjer je vsak delavec 
opravljal svojo nalogo. Nekdo je potiskal avto čez posamezne faze pranja, ostali 
delavci pa so delali tisto, kar je bilo treba narediti na določeni fazi pranja. Tako je 
delavec na začetku tunela najprej z vodo hitro očistil avtomobilske gume in pa opravil 
grobo zunanje čiščenje avtomobila. Naslednji delavec je bil zadolžen za temeljito 
čiščenje avtomobila z vodo. Ko je delo opravil, je njegov sodelavec na vozilo nanašal 
milo in prepustil pranje z vodo svojemu naslednjemu sodelavcu. Verjetno pa je bil na 
koncu tunela še nekdo, ki je vozilo posušil.  
V tistem času so velika podjetja iskala inovacijo, ki bi pospešila pranje 
avtomobilov. Spomnili so se kar nekaj rešitev, ampak se do danes žal nobena rešitev 
ni ohranila. In pisalo se je leto 1940, ko je avtopralnica postala deloma avtomatizirana. 
Avtomatizirali so jo na ta način, da se je avto samodejno premikal po tunelu. Seveda 
so nanašanje mila, čiščenje, pranje in sušenje še vedno opravljali delavci. 
 Potem se je leta 1946 pralnica avtomatizirala do te mere, da je bilo pranje z vodo 
izvedeno samodejno. Popolnoma avtomatsko avtopralnico so razvili leta 1951 in tako 
so postavili mejnik na področju pranja avtomobilov. Sam princip pranja se ni kaj dosti 
spreminjal. Spreminjala se je večinoma tehnologija za pranje avtomobilov. Velika 
težava pri pranju avtomobilov so bile krtače. Namreč pojavile so se različne praske na 
avtomobilih, zato so postopoma prešli na krtače iz blaga. Pa ne samo praske, vse 
skupaj je bilo pri pranju hrupno. In ker tudi s krtačami iz blaga ni bilo velikih 
sprememb, so uvedli krtače iz pene. To je bistveno pripomoglo k samemu čiščenju 
avtomobilov. Poleg omenjenih težav je bilo treba spremeniti način delovanja 
avtopralnice, kajti prišli so do te mere, da je lahko voznik v času pranja ostal v 
avtomobilu predtem pa to ni bilo mogoče. Tako kot danes, ko imamo fizična navodila, 
kako pravilno postaviti avto v avtopralnici. Na samo delovanje pa nas usmerja tudi 
operater avtopralnice. Če primerjamo avtopralnice nekoč in danes lahko ugotovimo 
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kar veliko podobnosti in razlik. Kot dejstvo lahko vidimo, da so tuneli bistveno daljši 
kot včasih. To je nekako prišlo zaradi strahu v temnih prostorih in pa same 
prilagodljivosti avtopralnice. Danes se avtomobili perejo en za drugim, ko je prvi 
avtomobil na nanašanju mila, je drugi avtomobil že na začetku predpranja. Seveda so 
današnje avtopralnice bistveno bolj energetsko učinkovite kot v dvajsetem stoletju. 
Oprema je bolj učinkovita in načeloma ni nevarnosti, da bi lahko prišlo do poškodb 
pri samodejnem premikanju avtomobila med delovanjem pralnice. Verjetno nas do 
popolnoma avtomatizirane avtopralnice čaka še kar nekaj let, vendar pa to ni 
nemogoče, kajti to bo zagotovo revolucija. 
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2  PROGRAMIRLJIVI LOGIČNI KRMILNIK 
Programirljivi logični krmilnik je računalnik, ki na podlagi programa, 
shranjenega v CPE, izvaja matematične operacije. V osnovi PLK delimo na dve 
izvedbi in sicer: modularna in kompaktna izvedba. Kompaktni PLK uporabimo po 
navadi takrat, ko potrebujemo manj zmogljiv PLK. Vsi sklopi so zloženi v eno ohišje. 
Tak PLK ima dokaj nizko ceno, saj so tudi razširitve zelo omejene. Če želimo imeti 
najbolj zmogljiv PLK, uporabimo modularno izvedbo. To v osnovi pomeni, da 
konfiguracijo PLK zlagamo iz modulov. Sami se odločimo, koliko digitalnih vhodov 
oz. izhodov bo naš PLK imel. Poleg tega lahko sami izbiramo število analognih 
vhodov in izhodov. Če uporabljamo modularno izvedbo, se v osnovi lahko bolj 
prilagodimo različnim zahtevam vodenja in posledično so taki PLK-ji dražji.  
Področje krmilne tehnike se je ob prihodu krmilnikov močno spremenilo. Včasih 
smo za krmiljenje procesov uporabljali izključno ožičena krmilja. To je pomenilo, da 
se je programska logika pisala na tak način, da je bilo treba vsak rele posebej povezati 
skupaj. V primeru, ko pa smo želeli spremeniti delovanje logike, smo morali sam 
proces ustaviti in ponovno povezati releje v drugačno logiko. Pri omenjenih 
spremembah je prihajalo do velikih težav, zato danes uporabljamo programska krmilja. 
To pomeni, da na računalniku spišemo programsko logiko za določen proces in 
program naložimo na krmilnik. Klasičen pristop programiranja PLK-jev pri krmilnikih 
ni uporaben. Namreč program PLK teče v neskončni zanki. Osnovni programski cikel 
delimo na tri dele. V prvem delu se izvede branje vhodov. Ko izvedemo branje vhodov, 
se izvede spisana programska logika programa. Na koncu pa ta logika zapiše vrednosti 
na izhode krmilnika. Ti trije deli se ponavljajo dokler ima PLK napajanje in je v načinu 
RUN. Tradicionalno so za PLK najbolj pomembni binarni vhodi/izhodi. Zaradi 
prilagoditve na industrijsko okolje in njihove potrebe vsebujejo zmogljivejši krmilniki 
tudi analogne vhode in izhode imajo pa tudi komunikacijske module. 
 Pri binarnih vhodih in izhodih uporabljamo napajanje 24 VDC, kot nam to 
narekuje standard za industrijsko avtomatizacijo. To napetost uporabljamo kot 
kompromis med robustnostjo, neobčutljivost na motnje in varnostjo za človeka. 
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Poznamo tri vrste binarnih izhodov in sicer: relejski, tranzistorski in triak izhod. 
Ključne razlike med binarnimi izhodi so: tipi napajanja, hitrost in pa dopustna moč 
bremena. Če pogledamo vrsto napajanja, lahko hitro ugotovimo, da imajo tranzistorski 
izhodi enosmerno napetost, triak izhodi imajo samo izmenično napetost, relejski 
izhodi pa imajo lahko enosmerno ali pa izmenično napetost odvisno od tipa releja. 
Glede hitrosti lahko ugotovimo, da imajo najhitrejši preklop tranzistorski izhodi, 
ampak vsebujejo več motenj. 
Slika 2.1:  PLC 
 
Za delovanje PLK-ja potrebujemo: Vhodne module, izhodne module, napajanje, 
pomnilnik, CPE, krmilnik in pa seveda združljivo programsko opremo. Poznamo dva 
tipa vhodov in sicer digitalni vhodi in analogni vhodi. Digitalni vhodi nam 
predstavljajo logična stanja. Če na digitalni vhod pripeljemo napetost, krmilniku 
definiramo signal kot logična enica. V primeru, ko na digitalni vhod pripeljemo 
napetost 0 V, krmilniku definiramo logično ničlo. Digitalne vhode uporabljamo, kadar 
želimo izvedeti, ali je neka stvar aktivna oziroma neaktivna. Zato za digitalne vhode 
uporabljamo različna stikala, tipke in senzorje. 
Analogni vhodi pa predstavljajo merjenje fizikalnih veličin. Na analogne vhode 
lahko pripeljemo napetost oziroma tok. Za vsak sistem prenosa moramo upoštevati 
omejitve. Če na analogni vhod pripeljemo napetostni signal, mora biti v območju            
0 V – 10 V oziroma 1 V – 10 V. Ko pa pripeljemo tokovni signal se moramo omejiti 
na območje 0 mA – 20 mA ali 4 mA – 20 mA. V industrijskem okolju najpogosteje 
uporabljamo tokovni signal 4 mA – 20 mA zaradi tega, ker lahko v primeru prekinitve 
vodnika preprosto diagnosticiramo napako. Digitalni izhodni signali nam prestavljajo 
dve različni stanji. Izhod je lahko v nekem časovnem trenutku aktiven oziroma 
neaktiven. Analogni izhodi so odvisni od tipa krmilnika. Lahko so napetostni ali 
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tokovni, odvisno s katerim tipom krmilnika upravljamo. Osrednja procesna enota je 
glavno jedro vsakega krmilnika. Skrbi za pravilno izvajanje logike programa. 
Sprejema vhodne signale v procesno enoto in na podlagi logike določi izhodni signal. 
Za delovanje krmilnika potrebujemo električno napajanje. Za naš krmilnik smo 
uporabili napajalno napetost 24 VDC. Ključno pri programiranju logičnega krmilnika 
pa je seveda programska oprema. Za naš projekt smo uporabili programsko opremo 
Tia Portal V15. 1. 
 
 
 
2.1  Mednarodni standard IEC61131 
Mednarodni standard IEC61131 uporabljamo za programirljive logične 
krmilnike. Standard je razdeljen na deset delov. V prvem delu lahko zasledimo splošne 
informacije. Drugi del nam prestavlja zahteve za opremo in njihov preizkus. Tretji del 
se nanaša na različne programske jezike. Četrti del se osredotoča uporabniku. Peti del 
definira komunikacije. Šesti del je namenjen varnostnim zahtevam. Sedmi del se 
osredotoča na programiranje mehke logike. Osmi del definira smernice za programske 
jezike. Deveti del se osredotoča na komunikacijske vmesnike za različne senzorje. 
Deseti del, ki pa je v nastajanju, naj bi se osredotočal na uporabo XML. Za 
programiranje je najbolj uporaben tretji del standarda 61131. Znanje programiranja po 
IEC 61131-3 omogoča programiranje poljubnega krmilnika. Omenjeni del standarda 
določa enotne programske jezike, ki so: seznam navodil (IL), strukturiran tekst (ST), 
lestvični diagram (LAD), funkcijski blokovni diagram (FBD) in sekvenčni funkcijski 
diagram (SFC). Pod tekstovni jezik štejemo seznam navodil in strukturiran tekst. Pod 
grafični jezik pa štejemo lestvični diagram, funkcijski blokovni diagram in sekvenčni 
funkcijski diagram. V tretjem delu standarda najdemo tudi opredeljene funkcije, ki so 
namenjene komunikaciji med krmilniki in ostalimi napravami v sistemu. 
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2.2  Lestvični diagram 
Vsak logični krmilnik nam omogoča, da programiramo logiko v določenem 
jeziku. Na tem mestu bomo prestavili, kako se pravilno programira v lestvičnem 
diagramu. Kot smo že omenili v uvodu tega poglavja, programiranje lestvičnega 
diagrama izhaja iz relejskih vezij. To pomeni, da nam električna shema predstavlja 
dejansko vezavo relejev, programska shema pa nam prikaže logiko določenega 
programa. Pa si poglejmo naslednji primer. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Slika 2.2:  Električna shema vklopa luči 
Na sliki 2.2 lahko opazimo, da imamo tipko S1, rele in pa žarnico L1. Ko 
pritisnemo na tipko S1 skozi rele, steče tok, jedro postane magnetno in sklene svoj 
pomožni kontakt. Ko je pomožni kontakt sklenjen žarnica sveti. Ko pa uporabnik 
spusti tipko S1, skozi rele ne teče več tok, pomožni kontakt se razklene in žarnica ne 
sveti več. Opazimo, da tipka opravlja svojo nalogo, zato enako vezje kodiramo s 
pomočjo programske opreme. To najlažje storimo tako, da električno shemo obrnemo 
za 90 stopinj v levo. 
Slika 2.3:  Kodiranje s pomočjo LAD 
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Na sliki 2.3 lahko opazimo programsko logiko, ki opravlja enako nalogo, kot 
električna shema. Opazimo tudi, da so poleg imen v narekovajih dodani tudi naslovi 
kontaktov. Ti naslovi so namenjeni krmilniku, da lahko z njimi upravlja. V lestvičnem 
diagramu sta tipka oz. stikalo predstavljena kot dve navpični črti. Rele oziroma tuljava 
pa sta predstavljena v obliki oklepaja. Leva navpična črta nam predstavlja napajalno 
napetost. Desna črta pa nam predstavlja ponor napetosti oziroma 0 V, ki se v programu 
TIA portal opušča. Zdaj nas pa seveda zanima, kako je treba povezati tipko, rele in 
krmilnik, da bo program izvajal zadano nalogo. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Slika 2.4:  Vezava s PLK 
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Če pogledamo sliko 2.4, lahko vidimo, kako morata biti povezani krmilnik, rele 
in pa tipka. Na samem krmilniku mora biti seveda naložen program, ki je prikazan na 
sliki 2.3. Samo delovanje logike s pomočjo PLK-ja poteka na naslednji način. Ko 
pritisnemo na tipko S1, krmilnik zazna vhodni signal in na svoj fizični izhod doda 
logično enico. Izhod ima napetost 24 V in sedaj krmili rele, ki vklopi luč. Pozitivna 
stran PLK-ja je v tem, da si lahko prirejamo logiko po svojih potrebah. Na primer v 
programu lahko določimo, da se lučka prižge po petih sekundah, ko pritisnemo tipko 
S1. To je seveda zelo uporabna zadeva, kajti če ne bi bilo PLK-ja, bi morali uporabiti 
časovni rele. Sam sistem med menjavo releja ne bi obratoval, kar pa ni zaželeno v 
industriji, kjer vsaka minuta delovanja šteje v dobro. Druga pozitivna stran PLK-ja je 
v tem, da nam ni ponovno treba risati električnih načrtov, kajti povezave ostanejo 
enake spreminja se samo programska logika. Program pa moramo tako ali tako ob 
vsakih večjih spremembah arhivirati. 
 
2.2.1  Elementi lestvičnega diagrama 
V lestvičnem diagramu v osnovi uporabljamo dva najpogostejša kontakta. To sta 
delovni in mirovni kontakt. Kontakti nam po navadi predstavljajo digitalne vhode. 
 
Slika 2.5:  Delovni in mirovni kontakt 
Na sliki 2.5 opazimo omenjena kontakta. Pod oznako A se nahaja delovni 
kontakt, pod oznako B pa mirovni kontakt. Delovni kontakt si lahko predstavljamo kot 
tipko oziroma stikalo. Ko bomo pritisnili na tipko, bo tipka prevajala. To pomeni, da 
bomo s tipko sprožili akcijo. Predstavljajmo si vsakdanji primer. Imamo hišni zvonec 
in ko pritisnemo na tipko, zvonec zvoni toliko časa dokler je tipka aktivna. Z delovnim 
kontaktom preverjamo, ali je signal aktiven. Če je signal aktiven sprožimo akcijo, ki 
jo definiramo v samem programu. Pod oznako B pa lahko vidimo mirovni kontakt. 
Mirovni kontakt predstavlja ravno obratno logiko delovanja. Z njim preverjamo, kdaj 
sta določena tipka oziroma stikalo neaktivna. Poglejmo si delovanje na primeru 
zvonca. V primeru, ko bo tipka normalno odprta, bo zvonec zvonil. Ko pa bomo 
pritisnili na tipko, kontakt programsko ne bo aktiven in zvonec ne bo zvonil. Poleg 
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kontaktov, ki jih programsko definiramo, kot vhodi v sistem pa imamo v lestvičnem 
diagramu tudi tuljave. Tuljave v lestvičnem diagramu uporabljamo za digitalne izhode. 
Poznamo štiri tipe tuljav in sicer: normalna tuljava, negirana tuljava, tuljava tipa SET 
in pa tuljava tipa RESET. 
 
Slika 2.6:  Tuljave 
 
Normalna tuljava je prikazana pod črko A na sliki 2.6. Tuljava je aktivna v 
primeru, ko je na njeni levi strani pozitivna napetost oziroma logična enica. Tuljava 
bo v prevajanju toliko časa, dokler bo na njeni levi strani pozitivna logika. Pod oznako 
B na sliki 2.6 vidimo negirano tuljavo. Negirana tuljava ima izhod aktiven, ko imamo 
na levi strani negirane tuljave logično ničlo. Ko pa imamo na levi strani negirane 
tuljave logično enico, izhod ni več aktiven. Pod oznako C na sliki 2.6 opazimo tuljavo 
tipa RESET, pod oznako D pa vidimo tuljavo tipa SET. Tuljavi tipa set in reset se 
uporabljata v medsebojni kombinaciji. Ko ima tuljava tipa SET na svoji levi strani 
logično enico, je njen izhod aktiven tudi po tem, ko na svoji levi strani nima več 
logične enice. Ko želimo izhod tuljave spremeniti uporabimo tuljavo tipa RESET. Ko 
ima tuljava tipa RESET na svoji levi strani logično enico, se izhod negira in postane 
neaktiven. Če želimo, da je izhod spet aktiven, mora imeti tuljava tipa SET na svoji 
levi strani logično enico in izhod bo postal aktiven. 
 
 
2.2.2  Standardizirani časovniki 
Časovniki v lestvičnem diagramu omogočajo, da lahko določimo sekvenco z 
zakasnitvijo. V diplomski nalogi smo uporabili dva tipa časovnika, in sicer časovnik z 
zakasnjenim vklopom TON in pa časovnik z zakasnjenim izklopom TOF. Časovnik z 
zakasnjenim vklopom uporabljamo takrat, ko želimo, da se izhod vklopi po določenem 
času. Časovnik TON ima štiri osnovne nastavitve, ki jih moramo nastaviti. Prva 
nastavitev je pod oznako IN kar pomeni krmilni vhod. Druga nastavitev je oznaka PT, 
s katero nastavimo čas trajanja zakasnitve. Tretja nastavitev je oznaka Q, ki pomeni 
zakasnjen izhod. Četrta oznaka pa je ET, ki nam prikazuje, koliko časa časovnik 
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obratuje od sprožitve. Časovnik tipa TON lahko vidimo na sliki 2.7. Samo delovanje 
pa poteka na naslednji način. 
 
 
 
 
Slika 2.7:  Časovnik tipa TON 
Ko časovnik na svojem vhodu pod oznako IN zazna logično enico, začne šteti 
čas. Ko je izmerjen čas enak nastavljenemu času pod oznako PT se aktivira izhod 
časovnika Q. Izhod časovnika je potem aktiven toliko časa, dokler ima na svojem 
vhodu pod oznako IN logično enico. Takoj, ko bo na vhodu IN logična ničla izhod ne 
bo več aktiven. Imamo pa možno še vmesno stanje, in sicer v primeru, ko je dolžina 
vhodnega signala krajša od nastavljenega časa na časovniku, se izhod časovnika ne bo 
aktiviral. 
Poleg časovnika z zakasnjenim vklopom pogosto uporabljamo tudi časovnik z 
zakasnjenim izklopom. Tak časovnik imenujemo TOF. Osnovne nastavitve so enake 
kot pri časovniku TON, le pomen oznake PT je drugačen. Oznaka PT pri časovniku 
TOF pomeni, koliko časa bo izhod še aktiven, ko na vhodu IN ne bo več logične enice. 
Samo delovanje poteka tako, da na vhod IN pripeljemo logično enico in takoj se izhod 
postavi v visoko stanje. Ko na vhodu ni več signala, bo izhod aktiven še toliko časa, 
kot smo nastavili spremenljivko PT. V primeru, ko pred iztekom zakasnitve na vhodu 
IN dobimo logično enico se časovnik resetira, izhod je še vedno aktiven in časovnik 
čaka, da bo začel odštevati čas takoj, ko bo na vhodu logična ničla.  
 
 
 
 
 
 
 
Slika 2.8:  Časovnik tipa TOF 
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3  KRMILNIK S7-1200 
Krmilniki so nepogrešljiva oprema v procesni industriji. Podjetje Siemens, kot 
največji proizvajalec krmilnikov ponuja več vrst serij krmilnikov. Za namene 
diplomskega dela smo uporabili krmilnik S7-1200, ki ga uporabljamo za preproste 
logične operacije. Krmilnik S7-1200 je modularne izvedbe. Nanj lahko priključimo 
dodatne module, če jih potrebujemo. V diplomski nalogi smo uporabili krmilnik S7-
1215 C DC/DC/DC. Najprej v oznaki vidimo S7 kar pomeni, da je krmilnik družine 
step 7. Za tem sledi pomišljaj in štiri številke. Prvi dve številki nam povesta serijo 
krmilnika, v našem primeru je to serija 1200. Naslednji dve številki pa povesta verzijo 
krmilnika. Če sta številki večji pomeni, da je krmilnik izboljšan od prejšnje generacije. 
Potem sledi črka C, ki nam pove, da uporabljamo splošni krmilnik za programiranje. 
Na tem mestu se lahko pojavi tudi črka F, ki pomeni, da imamo krmilnika tipa safety. 
Za črko C pa sledijo trije pari črk. Prvi par DC, nam pove, da moramo krmilnik napajati 
z enosmerno napetostjo 24 V. Na tem mestu, je lahko tudi oznaka AC, kar bi pomenilo, 
da moramo krmilnik napajati z izmenično napetostjo 230 V. Drugi par DC nam pove, 
da moramo na digitalne vhode krmilnika pripeljati enosmerno napetost 24 V. Na tem 
mestu, je lahko samo oznaka DC. Zadnji par DC pa nam pove, kakšno napajanje imajo 
digitalni izhodi. V našem primeru oznaka DC pomeni, da imamo tranzistorske izhode. 
Same prednosti digitalnih izhodov smo razčistili na začetku drugega poglavja. Na 
zadnjem mestu lahko nastopi tudi oznaka RLY, kar pomeni, da so izhodi relejski. Za 
napajanje krmilnika smo uporabili napajalni modul SITOP PSU100S, ki daje na 
izhodu enosmerno napetost 24 V. 
 
 
 
 
 
 
Slika 3.1:  Napajalnik 
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3.1  Specifikacija krmilnika 
Tehnični 
podatki 
Krmilnik CPU 1215C 
DC/DC/DC 
 
Analogni 
vhodi 
Število analognih 
vhodov 
2 
Firmware V 4.2  Tip Napetostni 
Programska 
oprema 
STEP 7 V14 ali 
več 
 Območje 0 – 10 V 
Dimenzije 130 x 100 x 75  Digitalno 
območje 
0 – 27648 
Moč 12 W  Resolucija 10 bit 
Masa 500 g  Impedanca > 100 KΩ 
Napajalna 
napetost 
24 VDC  Dolžina kabla 100 m 
Min. napetost 20.4 V  
Digitalni 
vhodi 
Število digitalnih 
vhodov 
14 
Max. napetost 28.8 V  Nazivna napetost 24 VDC 
Zaščita 
polaritete 
DA  Stalna dovoljena 
napetost 
30 VDC, 
max. 
Analogni 
izhodi 
Število 
analognih 
izhodov 
2  Prenapetost 35 VDC za 
0.5 s 
Tip Tokovni  Logična »1« Min. 15 VDC 
Območje 0 – 20 mA  Logična »0« Max. 5 VDC 
Digitalno 
območje 
0 – 27648  Izolacija 500 VAC za 1 
min 
Resolucija 10 bit  Dolžina kabla 500m 
oklopljeno, 
300m 
neoklopljeno 
Dolžina kabla 100m, 
oklopljen 
 Zakasnitev iz 0 v 
1, min 
0.2 ms 
Impedanca 
izhoda 
< 500 Ω  Zakasnitev iz 0 v 
1,max 
12.8 ms 
Tabela 3.1:  S7-1200 specifikacije 1. del 
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Digitalni izhodi 
Število digitalnih izhodov 10 
Tip MOSFET 
Napetost 20.4 – 28.8 VDC 
Logična »1« Min. 20V 
Logična »0« Max. 0.1 VDC 
Tok (max) 0.5 A 
Prenapetostni tok Max. 8A za 100 ms 
Zaščita pred preobremenitvijo NE 
Dolžina kabla 500 m oklopljeno in 150m neoklopljeno 
Elementi 
Bloki OB, FB, FC, DB 
Število portov 2 
HMI naprave 3 
Število blokov Od 1 do 65535 
Diagnostična LED indikacija RUN/STOP, ERROR, MAINT 
Tabela 3.2:  S7-1200 specifikacije 2. del 
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3.2  Podatkovni tipi 
Podatkovni tip Velikost [bit] Vrednosti Primer konstante Primer naslova 
Bool 1 TRUE ali 
FALSE 
TRUE I10.0 
Byte 8 B#16#0 do 
B#16#FF 
B#16#F, 16#F MB10 
Word 16 16#0 do 
16#FFFF 
W#16#F0F0 MW10 
DWord 32 16#0000_0000 
de 
16#FFFF_FFFF 
16#F0FF0F 
 
 
Char 8 16#00 do 16#FF 'J','z'  
USint 8 0 do 256 97 MB22 
SInt 8 -128 do 127 65 MB21 
UInt 16 0 do 65535 0 MW30 
Int 16 -32768 do 32767 1001 MW30 
UDInt 32 0 do 4294967295 3546 MD70 
DInt 32 -2147483648 do 
2147483647 
-50 M70 
Real 32 +1.175 495e-38 do 
+3.402823e+38 
90.91 MD100 
LReal 64 +2.22507385850
72014e-308 do 
+1.79769313486
23158e+308 
900.98  
Time 32 T#-
24d_20h_31m_2
3s_648ms  
do 
T#24d_20h_31m
_23s_647ms 
T#90s  
String spremenljiva n = (0 do 254) 'Jure'  
Tabela 3.3:  Podatkovni tipi 
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3.3  Naslavljanje spremenljivk 
Krmilnik za svoje delovanje uporablja svoje fizične vhode in izhode seveda pa 
tudi svoj pomnilnik. Zato moramo spremenljivke pravilno naslavljati, da ne pride do 
prekrivanja med besedami. Poglejmo si spodnjo sliko: 
 
 
 
 
 
 
 
 
 
 
 
 
 
Slika 3.2:  Zapis po IEC 61131-3 
Kot lahko vidimo, imamo točno določen potek, kako mora biti naslov sestavljen. Prva 
črka nam pove, za kakšen tip naslova gre. Če imamo I to pomeni vhod, v primeru, da 
imamo Q pomeni izhod in pa oznaka M pomeni pomožni pomnilnik. Za tipom naslova 
sledi velikost spremenljivke. Če imamo oznako X pomeni, da bomo kasneje operirali 
z biti, kajti nismo si rezervirali prostora. Oznaka B pomeni, da gre za dolžino enega 
bajta. Oznaka W nam ponazarja besedo dolžine dveh bajtov. Oznaka D pomeni dvojna 
beseda oziroma štirje bajti. Za velikostjo spremenljivke sledi številska koda naslova, 
ki je sestavljena iz bytnega naslova, lahko pa vsebuje tudi bitni naslov, če uporabljamo 
bite. 
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Slika 3.3:  Naslavljanje spremenljivk 
Ko naslavljamo spremenljivke, moramo biti zelo pozorni na njihovo velikost. 
Zamislimo si primer, ko rezerviramo besedo dolžine dva bajta. Recimo, da smo 
rezervirali besedo MW 10. Omenjena beseda je sestavljena iz dveh bajtov in sicer 
MB10 in MB11. V primeru, ko bi rezervirali naslednjo besedo MW11, bi se 
spremenljivki MB 11 prekrivali. Imeli bi namreč ista naslova, kar pa v praksi ni v redu. 
Zelo uporabno je, če se držimo nenapisanega pravila. Pravilo pravi, da naj za naslove 
besed (angl. WORD) uporabljamo naslovne številke, ki so deljive z 2, za naslove 
dvojnih besed pa uporabljamo števila, ki so deljiva s 4. Tako se znebimo prekrivanja 
med besedami. 
 
 
 
 
 
 
 
Slika 3.4:  Alarmiranje 
V primeru, ko se odločimo za alarmiranje, moramo biti pozorni na naslavljanje. Če 
rezerviramo besedo MW 10 to pomeni, da smo rezervirali dva bajta za alarmna 
sporočila. Določen alarm je aktiven takrat, ko je bit postavljen na 1. To pomeni, da ko 
bomo želeli prikazati sporočilo št. 1 moramo aktivirati bit M11.0 in ne M10.0, zato ker 
smo uporabili besedo. Bite štejemo z desne strani, kot kaže slika 3.3. Samo sporočilo 
alarma pa se vpiše v sam program, kjer imamo definirano alarmiranje. 
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3.4  Pregled krmilnika 
Programirljivi logični krmilnik serije 1200 uporabljamo za manj zahtevne 
aplikacije, zato bomo na podlagi slike razložili, kje se nahajajo pomembne stvari na 
samem krmilniku. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Slika 3.5:  Krmilnik S7-1200: Priključki 
Zaporedna številka Pomen 
1 Napajalni priključek 24 VDC 
2 Statusne LED diode [ delovanje, napake] 
3 Dva PROFINET priključka 
4 Pod pokrovom se nahaja reža za pomnilniško kartico. [Samo originalna deluje] 
5 Signalne LED diode za digitalne vhode 
6 Signalne LED diode za digitalne izhode 
7 Pod pokrovom se nahaja konektor za priklop fizičnih vhodov 
8 Pod pokrovom se nahaja konektor za fizične izhode 
9 Pod pokrovom se nahajajo LED diode za signaliziranje komunikacije 
PROFINET 
10 Pod pokrovom se nahaja konektor za priklop analognih vhodov/izhodov 
Tabela 3.4:  Opis priključkov krmilnika S7-1200 
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3.5  Delovanje CPU 
Program na krmilniku se izvaja iz leve proti desni strani. Na levi strani imamo 
vhode, ki zapisujejo stanja na svoje izhode, ki so na desni strani. Izvajanje pa ne poteka 
samo iz leve proti desni, ampak od prve zgornje vrstice do zadnje vrstice programa. 
Zapomniti si moramo, da program vedno izvede zadnjo vrednost spremenljivke, če 
imamo več enakih spremenljivk. Poglejmo si naslednjo sliko za podrobno razlago 
delovanja. 
 
 
 
Slika 3.6:  Potek cikla programa 
 
ZAGON 
A Brisanje vhodov, ki 
so shranjeni v 
pomnilniku 
 
DELOVANJE 
1 Zapis na fizične 
izhode 
B Inicializacija 
izhodov 
 2 Zajem fizičnih 
vhodov 
C Izvajanje zagona OB  3 Izvajanje OB 
D Zajem fizičnih 
vhodov 
 4 Samo diagnostika 
E Shranjevanje 
prekinitvenih zahtev 
 5 Zahteva za 
prekinitev 
F Prenos iz 
pomnilnika na 
fizične izhode 
   
Tabela 3.5:  Razlaga poteka cikla programa 
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3.6  Struktura programa na krmilniku 
Krmilnik za svoje delovanje potrebuje programsko logiko, ki jo sprogramiramo 
in naložimo s pomočjo okolja TIA Portal. Omenjeni program nam omogoča, da lahko 
sami ustvarimo štiri različne vrste blokov in sicer: organizacijski blok, funkcijski blok, 
funkcije in podatkovni blok. V nadaljevanju bomo predstavili posebnosti vsakega 
bloka. 
3.6.1  Organizacijski bloki 
Organizacijski bloki krajše OB so namenjeni za izvajanje posameznih nalog, ki 
mu jih dodeli uporabnik. Za namene sekvenčnega vodenja smo uporabili 
organizacijski blok Program Cycle, ki se izvaja ciklično. Organizacijski blok je 
samostojna enota to pomeni, da bloka ne moremo klicati, ampak lahko samo dodajamo 
funkcije ali funkcijske bloke v organizacijski blok. V programu TIA Portal jih 
prepoznamo po vijoličasti barvi bloka oziroma po kratici OB. 
 
3.6.2  Funkcijski bloki 
Funkcijske bloke krajše FB uporabljamo za programiranje logike programa. 
Vsak funkcijski blok ima tudi svoj podatkovni blok za shranjevanje vrednosti 
spremenljivk. Blok lahko vrača eno ali več vrednosti. Ima tudi svoja notranja stanja. 
Vedno kličemo instanco bloka, ki jo definiramo podobno kot spremenljivko. 
Funkcijski blok lahko v glavnem programu kličemo večkrat, kajti vsak ima svoj 
podatkovni blok. V programu TIA portal ga prepoznamo po svetlomodri barvi oziroma 
po kratici FB. 
 
3.6.3  Funkcije 
Funkcije krajše FC prav tako uporabljamo za programiranje logike programa. 
Funkcija vedno vrača en sam rezultat. Za razliko od funkcijskega bloka funkcije 
nimajo notranjih stanj. Funkcije običajno lahko uporabljamo kot del matematičnega 
oziroma logičnega izraza. Funkcija tudi nima svojega podatkovnega bloka. To pomeni, 
da moramo spremenljivke posebej shranjevati v podatkovni blok. Če funkcijo kličemo 
večkrat, moramo za vsak klic napraviti svoj podatkovni blok. Funkcija za razliko od 
funkcijskega bloka na izhodu nima privzetih vrednosti. V programu TIA portal jih 
prepoznamo po zeleni barvi oziroma po kratici FC. 
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3.6.4  Podatkovni blok 
Podatkovni blok krajše DB uporabljamo za shranjevanje podatkov funkcij 
oziroma funkcijskih blokov. V primeru kompleksnejših programov ga uporabljamo 
namesto spominskih bitov (angl. memory bit), ker s tem pripomoremo k večji 
preglednosti programa. V programu TIA portal ga prepoznamo po temno modri barvi 
oziroma po kratici DB. 
Slika 3.7:  Podatkovni blok 
 
 
 
Slika 3.8:  Izvajanje programa 
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Programsko logiko, ki se bo izvajala na krmilniku, moramo napisati v 
programskem okolju TIA portal. Na namizju računalnika poiščemo ikono TIA portal 
in odpre se nam omenjeni program. 
 
Slika 4.1:  Program TIA portal 
Nov projekt ustvarimo tako, da kliknemo na ustvari nov projekt (angl. Create new 
project). Odpre se nam okno, kjer definiramo ime projekta, lokacijo kamor bomo 
projekt shranili, avtorja in dodamo komentar. S klikom na ustvari (angl. Create) se naš 
projekt ustvari. Projekt smo ustvarili, vendar moramo v programu še določiti, kateri 
krmilnik bomo uporabili. To najlažje storimo tako, da kliknemo na pogled projekta 
(angl. project view), ki se nahaja v spodnjem levem kotu. Program nam prikaže prazni 
projekt. 
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Slika 4.2:  Pogled projekta 
Ko smo na projektnem pogledu v programu TIA portal, lahko opazimo drevesno 
strukturo na levi strani. V tej drevesni strukturi poiščemo gumb z oznako dodaj 
napravo (angl. add new device) in odpre se nam novo okno. V tem oknu izberemo 
želeni krmilnik. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Slika 4.3:  Izbira PLC 
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Ker bomo v našem projektu uporabili tudi zaslon za spremljanje sekvenčnega vodenja 
na tem mestu, izberemo tudi ustrezen HMI. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
Slika 4.4:  Izbira HMI 
Sedaj ko smo izbrali krmilnik in zaslon lahko začnemo s programiranjem. Prva stvar, 
ki jo moramo še narediti, je da v programu povežemo krmilnik in zaslon HMI. To 
storimo tako, da kliknemo v drevesni strukturi na levi strani projektnega pogleda na 
konfiguracijo naprave (angl. device configuration). Odpre se nam okno, kjer lahko 
vidimo svoj izbrani krmilnik in v desnem zgornjem kotu kliknemo na pogled omrežja 
(angl. Network view). Krmilnik in zaslon povežemo z metodo vleci spusti. Z miško 
kliknemo na zeleni kvadratek krmilnika in vlečemo do zelenega kvadratka na zaslon. 
Pravilno povezan zaslon in krmilnik prikazuje slika 4.5 
36 4  SEKVENČNO VODENJE AVTOPRALNICE 
 
Slika 4.5:  Povezava krmilnika in zaslona 
 
Preden se lotimo programiranja samega krmilnika, si poglejmo še krmilnik. Krmilnik 
za svoje delovanje uporablja logične naslove. Do tega podatka pridemo, če v drevesni 
strukturi na levi strani kliknemo na konfiguracijo (angl. Device configuration) in 
potem na zgornji desni strani pogled naprave (angl. Device view). To lahko vidimo na 
sliki 4.6. Logične naslove lahko po lastni želji spreminjamo v mejah, ki jih omogoča 
krmilnik. Pomembno je, da se podatki ne prekrivajo, kot smo to govorili v tretjem 
poglavju. Pogosta napaka, ki se lahko pojavi je, če uporabljamo gonilnike. Namreč 
gonilniki imajo v svojem programu točno definirano, kako morajo biti naslovljeni 
naslovi. In v primeru, da nam gonilnik ne zazna naših naslovov je težava v tem, ker 
smo sami spreminjali logične naslove, ki pa jih gonilnik žal ne zazna. Na primer, da 
logične vhode spremenimo iz območja 0 do 1 na 500 do 501. Ko imamo odprt zavihek 
device view lahko napravo povečamo, da jo vidimo še bolj blizu. V tem primeru lahko 
na sliki vidimo točno, na katerem fizičnem vhodu oziroma izhodu je določen naslov. 
Sedaj pa si v naslednjem poglavju poglejmo zahteve sistema za programiranje. 
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Slika 4.6:  Pogled naprave: CPU 
4.1  Funkcionalni opis 
Na vhodu avtopralnice je postavljena fotocelica z odbojnim steklom. Ko 
fotocelica zazna avtomobil, se vklopi zunanji ventil za vodo. Omenjeni ventil za vodo 
se uporablja za začetno pranje gum in pranje podvozja. Pranje gum in podvozja je 
aktivno toliko časa, dokler fotocelica zaznava avtomobil v omenjenem območju in še 
500 ms po tem, ko fotocelica ne zazna več avtomobila. V sami avtopralnici sta na tleh 
narisani dve črti, ki sta med sabo razmaknjeni za 40 cm. Ena črta je zelene barve, druga 
pa rdeče. Na koncu vsake črte je na višini 40 cm nameščena fotocelica, na drugi strani 
črte pa odbojno steklo. Črti imata pomemben pomen in sicer, če avto zapelje do zelene 
črte pomeni, da bo pranje avtomobila normalno omogočeno, po pritisku tipke START. 
Če pa avtomobil pomotoma zapeljemo do rdeče črte, pa obstaja možnost, da bi pralni 
valj zadel avtomobil in v tem primeru sistem ob pritisku tipke START ne bo začel 
delovati. Fotocelica, ki je nameščena v območju rdeče črte, je za delovanje pomembna 
samo takrat, ko sistem startamo (startni pogoj). Med samim obratovanjem sistema 
nima nobenega vpliva. Enako velja tudi za fotocelico B1. Sam sistem avtopralnice je 
nameščen na strop. S pritiskom tipke START se sistem postavi v obratovanje.  
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Če je fotocelica B1 aktivna potem, bo sistem deloval pravilno, če pa sta aktivni 
fotocelici B1 in B2 sistem, ne bo začel delovati po pritisku tipke START. V začetnem 
položaju sta roki iztegnjeni. Po pritisku tipke START se roki pokrčita, če so izpolnjeni 
startni pogoji. Ko sta roki pokrčeni, se vključi ventil za vodo in roki se počasi iztegneta. 
Ko sta roki iztegnjeni, se vključi motor DESNO. Motor obratuje toliko časa, dokler 
senzor ne zazna končnega spodnjega položaja. V tistem trenutku se motor DESNO 
ugasne in roki se pokrčita. Ko sta roki pokrčeni sistem počaka 3 sekunde in spet se 
roki iztegneta. Ko sta iztegnjeni, se vključi motor LEVO. Ko senzor zazna končni 
zgornji položaj se motor ustavi in roki se pokrčita. Sistem počaka 3 sekunde in zdaj se 
namesto vode odpre ventil za šampon. Korak premikanja je enak kot pri vodi. Ko 
sistem spet pride na položaj, ko sta roki na vrhu pokrčeni, se vključi voda, sistem spet 
naredi enake korake kot pri vodi in šamponu. Na koncu pa sistem še vključi vroči zrak. 
V primeru, ko pa je aktiven vroči zrak, sistem deluje tako, da najprej roki preideta iz 
pokrčenega stanja v iztegnjeno stanje. Ko sta roki iztegnjeni, se vključi vroč zrak in 
hkrati se vključi motor DESNO. Ko sistem zazna končni spodnji položaj, počaka 5 
sekund in vključi se motor LEVO. Ko sistem pride do končnega zgornjega položaja, 
se pranje zaključi. Roki sta iztegnjeni, sistem je zaključil s pranjem in voznik lahko 
brez skrbi zapusti avtopralnico. Če v katerem koli trenutku pritisnemo stikalo STOP, 
se cel proces ustavi in začne utripati luč ALARM, ne glede na to ali imamo izbran 
ročni način delovanja ali avtomatski. Na voljo imamo tudi stikalo AVTOMATSKO/ 
ROČNO. Opisani sistem deluje avtomatsko, če pa bi želeli sami upravljati sistem 
moramo imeti izbrani način ROČNO. Z ročnim načinom delovanja lahko upravljamo 
z iztegom roke in pa vrtenjem motorja LEVO ali DESNO. Ročni način delovanja 
uporabimo v primeru izpada elektrike oziroma takrat, ko želimo definirati pravilen 
začetni položaj rok, da lahko sistem zaženemo. Imamo na voljo tudi tipko RESET. 
Tipka RESET pomeni, da resetiramo vse aktivne ali neaktivne izhode. Pritisk na tipko 
izvedemo pred samim startom sistema, da omogočimo normalno delovanje s tem, pa 
tudi resetiramo vse korake. 
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Slika 4.7:  Pogled objekta z leve strani 
 
 
 
 
 
 
  
Slika 4.8:  Pogled objekta z desne strani 
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4.2  Sekvenčni diagram 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Slika 4.9:  Postopek izdelave programa 
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4.3  Sekvenčno vodenje avtopralnice 
Preden se lotimo programiranja, moramo ustvariti programski blok. V okviru 
diplomske naloge bomo ustvarili funkcijski blok. Blok ustvarimo tako, da v drevesni 
strukturi kliknemo na Program Blocks in potem add new block. Odpre se nam okno, 
kjer izberemo funkcijski blok, ki ga bomo programirali v lestvičnem diagramu. 
Najbolje je, da že takoj na začetku kličemo funkcijski blok v glavni organizacijski blok 
OB1, saj bomo tako lahko program testirali sproti. Največkrat nastopi ta težava, ko 
pozabimo klicati funkcijski blok v glavni organizacijski blok in mislimo, da program 
ne deluje, čeprav je težava samo v klicanju funkcij. 
Ko smo ustvarili funkcijski blok, pa je priporočljivo, da ustvarimo tabelo spremenljivk. 
Krmilnik omogoča dva načina uporabe spremenljivk, in sicer lahko uporabljamo samo 
fizične naslove brez imen ali pa simbolično naslavljanje, ki nam omogoča, da ima 
vsaka spremenljivka tudi svoje ime. Priporočljivo je, da uporabljamo simbolično 
naslavljanje, kajti program je v tem primeru bolj pregleden in lažje odkrivamo same 
napake tekom programiranja. Tabelo spremenljivk ustvarimo tako, da v drevesni 
strukturi kliknemo na PLC tags in potem add new tag table. Odpre se nam tabela, kjer 
vpisujemo simbolične naslove. 
 
Slika 4.10:  Blok OB1 in ustvarjanje PLC tags 
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Slika 4.11:  Tabela spremenljivk 
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Najprej bomo sprogramirali predpranje vozila. In sicer uporabili bomo mirovni 
kontakt, časovnik tipa TOF in navadno tuljavo. Naslednja slika prikazuje logiko 
predpranja pred avtopralnico. Predpranje prekinemo s stikalom STOP oziroma ko ni 
aktiven signal B3. 
 
 
 
Slika 4.12:  Predpranje vozila 
 
 
 
 
 
Če želimo sistem zagnati, morajo biti izpolnjeni startni pogoji. In sicer roka mora biti 
iztegnjena, avto mora biti v območju zelene črte, stikalo mora biti v položaju AUTO 
in roka se mora nahajati v zgornjem položaju. Ko pritisnemo na tipko start, se sistem 
postavi v korak 1, ki pokrči roko zgoraj. 
 
 
Slika 4.13:  Korak1 
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Korak 1 je aktiven, in ko se roka pokrči, se korak 1 resetira. Zatem se aktivira korak 2 
in 2.1. Korak 2 odpre vodo, korak 2.1 pa aktivira korak 3. Ko je aktiven korak 3, se 
roka iztegne. In ko je roka iztegnjena se aktivira korak 4, ki vklopi motor DESNO, 
korak 3 pa se prekine. 
 
 
 
Slika 4.14:  Korak 2, 3, 4 
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Korak 5 se aktivira, ko je aktiven korak 4 in končno stikalo spodaj. Ko je korak 5 
aktiven se korak 4 prekine. Korak 5 pokrči roko spodaj.  
Ko je aktiven korak 5 in ko je roka pokrčena, se aktivira korak 6, prekine se korak 5. 
Korak 6 po 3 sekundah iztegne roke.  
Ko je aktiven korak 6 in ko je roka iztegnjena, se aktivira korak 7, ki vključi motor 
LEVO, prekine pa se korak 6. 
 
 
 
 
Slika 4.15:  Korak 5, 6, 7 
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Ko je aktiven korak 7 in roka v zgornjem položaju, se korak 7 prekine in aktivira se 
korak 8, ki pokrči roko zgoraj.  
Ko je aktiven korak 8 in je roka pokrčena, se prekine korak 8 in 2, ter se aktivira       
korak 9. 
 
 
 
 
Slika 4.16:  Korak 8, 9 
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Korak 9 se po 3 sekundah prekine in aktivirata se korak 10 in korak 11. Korak 10 odpre 
ventil za šampon, korak 11 pa iztegne roko.  
Ko je aktiven korak 11 in je roka iztegnjena, se prekine korak 11 in aktivira se korak 
12, ki vključi motor DESNO. 
 
 
 
 
 
Slika 4.17:  Korak 10, 11, 12 
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Ko je aktiven korak 12 in se vključi končno spodnje stikalo, se korak 12 prekine in se 
aktivira korak 13, ki pokrči roko spodaj. 
Ko je aktiven korak 13 in je roka pokrčena, se prekine korak 13 in vključi se korak 14. 
Korak 14 po 3 sekundah začne z iztegom roke. 
Ko je aktiven korak 14 in je roka iztegnjena, se prekine korak 14 in se aktivira korak 
15, ki vključi motor LEVO. 
 
 
 
 
 
Slika 4.18:  Korak 13, 14, 15 
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Ko je aktiven korak 15 in je roka v zgornjem položaju, se korak 15 prekine in aktivira 
se korak 16, ki pokrči roko zgoraj. Ko je aktiven korak 16 in je roka pokrčena, se 
prekine korak 10 in 16 ter se aktivira korak 17. 
Ko imamo aktiven korak 17, se po 3 sekundah korak 17 prekine in aktivirata se korak 
18 in korak 28. Korak 18 iztegne roko, korak 28 pa vključi vodo. 
 
 
 
Slika 4.19:  Korak 16, 17, 18, 28 
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Ko je aktiven korak 18 in je roka iztegnjena, se korak 18 prekine in aktivira se korak 
19, ki vključi motor DESNO. Ko je aktiven korak 19 in je roka v spodnjem položaju, 
se korak 19 prekine in aktivira se korak 20, ki pokrči roko spodaj. 
Ko imamo aktiven korak 20 in je roka pokrčena, se prekine korak 20 in aktivira se 
korak 21, ki po 3 sekundah iztegne roko. 
 
 
 
 
Slika 4.20:  Korak 19, 20, 21 
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Ko je aktiven korak 21 in je roka iztegnjena, se korak 21 prekine in aktivira se korak 
22, ki vključi motor LEVO. Ko je aktiven korak 22 in je roka v zgornjem položaju, se 
prekine korak 22 in se aktivira korak 23, ki pokrči roko zgoraj. 
Ko je aktiven korak 23 in je roka pokrčena, se prekineta korak 23 in korak 28 ter se 
aktivira korak 24, ki po 3 sekundah iztegne roke. 
 
 
 
Slika 4.21:  Korak 22, 23, 24 
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Ko je aktiven korak 24 in je roka iztegnjena, se prekine korak 24 ter se aktivirata korak 
25 in 26. Korak 25 vključi vroč zrak, korak 26 pa vključi motor DESNO. Ko je aktiven 
korak 26 in je roka v spodnjem položaju, se prekine korak 26 in aktivira se korak 27, 
ki po 5 sekundah vključi motor LEVO.  
Ko je aktiven korak 27 in je roka v zgornjem položaju, se prekineta koraka 25 in 27, s 
tem pa je pranje avtomobila zaključeno. 
 
 
 
 
Slika 4.22:  Korak 25, 26, 27 
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Ko smo napisali vse pripadajoče korake, moramo sedaj korakom določiti akcije. In 
sicer za pokrčenje roke zgoraj so naslednji koraki, prikazani na spodnji sliki. Zraven 
vseh logičnih izhodov je dodan mirovni kontakt STOP, ki lahko v vsakem trenutku 
prekine aktiven izhod. 
 
 
Slika 4.23:  Akcija: pokrčenje roke zgoraj 
 
 
 
Za akcijo notranje vode smo uporabili korake, kot kaže spodnja slika. 
 
Slika 4.24:  Akcija: vklop vode 
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Za izteg roke smo uporabili korake, kot kaže slika 4.25. 
 
Slika 4.25:  Akcija: Izteg roke 
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Za vklop motorja desno smo uporabili korake, kot kaže slika 4.26. 
 
Slika 4.26:  Akcija: Motor DESNO 
 
 
 
Za pokrčenje roke spodaj smo uporabili korake, kot kaže slika 4.27. 
 
Slika 4.27:  Akcija: Pokrčenje roke spodaj 
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Za vklop motorja levo smo uporabili korake, kot kaže slika 4.28. 
 
Slika 4.28:  Akcija: Vklop motor LEVO 
 
Za vklop ventila šampon smo uporabili naslednji korak. 
 
Slika 4.29:  Akcija: vklop ventila šampon 
Za sušenje avtomobila smo uporabili naslednji korak. 
Slika 4.30:  Akcija: Vklop vročega zraka 
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S tipko RESET smo resetirali naslednje korake. 
 
 
 
 
 
 
 
 
Slika 4.31:  Akcija: Resetiranje korakov 
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Uporabili pa smo še dve spominski mesti za animacijo na zaslonu HMI, kjer smo 
definirali položaj roke v zgornji in spodnji legi. 
Slika 4.32:  Akcija za zaslon HMI 
Ob pritisku tipke STOP smo sprogramirali, da začne utripati signalna lučka alarm, 
izhodi pa postanejo neaktivni. 
Slika 4.33:  Tipka STOP 
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Za utripanje signalne lučke alarm smo uporabili spominske bite in časovnik. Program 
TIA Portal nam omogoča, da lahko aktiviramo sistemsko uro različne frekvence in 
tako nam ni potrebno ustvarjati utripanja s časovniki, ampak uporabimo samo kontakt 
sistemske ure z določeno frekvenco, kar olajša samo programiranje. Pri uporabi 
sistemske ure preprosto vežemo zaporedno kontakt STOP, spominski bit z določeno 
frekvenco in to skupaj peljemo na izhod. Sistemsko uro aktiviramo tako, da najprej v 
drevesni strukturi na levi strani kliknemo na nastavitev naprave (angl. device 
configuration) in potem v zgornjem desnem kotu na pogled naprave (angl. Device 
view). Odprejo se nam nastavitve, kjer poiščemo značko System and clock memory. 
Ko smo to našli pa preprosto zadevo vključimo s klikom na Enable. 
 
 
 
 
 
 
 
 
 
  
Slika 4.34:  Aktiviranje sistemske ure 
 
Sam sistem je vsaj na začetku treba postaviti v pravilni začetni položaj, zato smo v 
programu dodali možnost ročnega načina delovanja nekaterim izhodom. In sicer ročni 
način delovanja nam omogoča, da lahko premikamo roko levo in desno in da lahko 
roko iztegnemo. Če želimo upravljati z ročnim načinom delovanja, mora biti stikalo v 
položaju MAN. Ko so doseženi končni pogoji vsakega izhoda, se akcija sama izklopi. 
Pri vklopu motorja levo in desno smo dodali interlock logiko, ki preprečuje, da bi se 
hkrati vklopila motor levo in desno, ker to ni dovoljeno. Najbolj pomembna zadeva 
pri sekvenčnih vodenjih so logični izhodi. Kot lahko vidimo iz programa, ki smo ga 
napisali se logični izhodi v programu pojavijo samo enkrat, vendar imamo vzporedno 
vezanih več akcij na sam izhod. To je pomembno, ker lahko pride do raznih težav v 
primeru, ko uporabljamo set in reset bit neposredno na izhodih. Zato je priporočljivo, 
da kličemo v programu izhod samo enkrat in nanj povežemo vse možne akcije. 
Logične vhode pa lahko uporabljamo večkrat za spreminjanje sekvence. 
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5  TESTIRANJE PROGRAMSKE OPREME Z UPORABO 
SIMULATORJA 
Testiranje programske logike je za uporabnika nujno potrebno. V okviru testiranj 
lahko pravočasno odkrijemo napako in s tem preprečimo hujše poškodbe, ki bi se lahko 
zgodile. Prvi najpogostejši način testiranja programske opreme je testiranje 
neposredno na fizičnem krmilniku. Samo testiranje izvajamo tako, da programsko 
opremo sproti pri vsakem popravljanju programa naložimo na krmilnik. Programsko 
logiko naložimo na krmilnik na naslednji način. V drevesni strukturi na levi strani 
kliknemo z desnim klikom na krmilnik in izberemo izbiro prenesi (angl. download to 
device) strojno in programsko opremo. Ko bomo naložili strojno opremo, bo program 
avtomatsko popravljal samo še programsko logiko. Pri nalaganju programa na 
krmilnik moramo pred tem krmilniku določiti IP-naslov. Naslove določamo poljubno, 
odvisno, kako imamo organiziranost IP-naslovov v mreži. Naslov krmilnika preprosto 
določimo tako, da kliknemo na pogled naprave in potem na zelen kvadratek na 
krmilniku. Odpre se nam okno, kamor vpišemo željen IP-naslov krmilnika. 
 
Slika 5.1:  Dodeljevanje IP naslova 
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Ko imamo enkrat program naložen na krmilniku, lahko spremljamo, kaj se dogaja v 
samem programu. Kliknemo na online mode in program se obarva zeleno ali modro. 
Zelena barva pomeni, da je kontakt oziroma izhod v prevajanju, to pomeni, da je 
zadeva aktivna. Če pa imamo modro barvo pomeni, da kontakt ali izhod nista aktivna. 
Barvi se izmenjujeta, odvisno od aktivnega koraka oziroma predhodnega pogoja 
natančneje kontakta. Modra barva je tudi črtkana, kar nam da jasno vedeti, da zadeva 
ni aktivna. Navpična leva črta je vedno v zeleni barvi, ker pomeni napajanje. 
Vodoravna črta pa je zelene barve, takrat ko so izpolnjeni določeni pogoji. 
Slika 5.2:  Online način 
 
Krmilnik imamo v online načinu in lahko spremljamo svoj program. V drevesni 
strukturi ima vsak razdelek obarvan zelen krogec. To pomeni, da od trenutka, ko smo 
naložili program na PLC nismo spreminjali programa na računalniku. Seveda pa lahko 
program spreminjamo in krogci se bodo obarvali po določenih barvah, zato si 
poglejmo naslednjo tabelo, kjer bomo videli kaj pomenijo različne barve. 
Tabela 5.1:  Pomen ikon 
  
Ikona Pomen 
 
Trenutne vrednosti so enake vrednostim na krmilniku 
 
Trenutne vrednosti niso enako vrednostim na krmilniku 
 
Ne moremo primerjati trenutne vrednosti z vrednostmi na krmilniku 
 V programu smo naredili vsaj eno sintaktično napako 
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5.1  Uporaba PLCSIM 
Danes je pri programiranju priporočljivo uporabljati simulator za testiranje 
programov. Uporaba simulatorja ima več prednosti kot slabosti. Če uporabljamo 
simulator, ne more priti do mehanskih okvar sistema in pa lahko vnaprej predvidimo, 
kaj se bo zgodilo v določenem trenutku. Simulator uporabljamo zato, ker ne 
potrebujemo fizičnega krmilnika, vseeno pa lahko testiramo fizične vhode in izhode 
krmilnika na simulatorju. Edina omejitev, ki jo ima simulator je ta, da mora biti verzija 
krmilnika najmanj 4.0. Simulator zaženemo tako, da v programu Tia Portal v orodni 
vrstici kliknemo online→ simulation → start. Odpre se nam okno, kjer začnemo iskati 
dosegljiv krmilnik in izberemo krmilnik CPU common. Ko smo krmilnik izbrali, 
program naložimo na svoj simulator. 
 
 
 
 
 
 
 
 
Slika 5.3:  Simulator 
Program imamo naložen na simulatorju in s klikom na RUN zaženemo krmilnik. Zdaj 
pa moramo še narediti projekt na samem simulatorju. To storimo tako, da razširimo 
simulator na projektni pogled, kot kaže slika 5.3. Odpre se nam novo okno, kjer 
moramo narediti nov projekt. To storimo tako, da v menijski vrstici izberemo ustvari 
nov projekt (angl. create new project) in ustvarimo nov projekt. Naš novi projekt 
samodejno zazna, kateri krmilnik uporabljamo. Samo kreiranje novega projekta traja 
dalj časa. 
 
 
 
 
64 5  TESTIRANJE PROGRAMSKE OPREME Z UPORABO SIMULATORJA 
 
 
Ko se projekt ustvari, se nam pokaže naslednje okno. 
 
Slika 5.4:  Pogled projekta na simulatorju 
Za simulacijo svojega programa imamo na voljo dve možnosti. Prva možnost je ta, da 
ustvarimo sim tabelo. Tabelo lahko ustvarimo tako, da vpišemo ročno vse 
spremenljivke, ki jih želimo simulirati ali pa preprosto kliknemo na vijoličast gumb, 
kot kaže slika 5.4. Če kliknemo na omenjeni gumb, nam program samodejno izpiše 
vse spremenljivke, ki jih imamo v programu. Vendar pozor, če program spreminjamo 
in dodajamo nove spremenljivke v program, sim tabela tega ne bo zaznala in moramo 
ponovno pritisniti na gumb. Slabost tega je, da se prejšnje spremenljivke v sim tabeli 
ohranijo in imamo zaradi tega več podvojenih spremenljivk. Priporočljivo je, da pri 
uporabi gumba vsakič pred pritiskom izbrišemo vse spremenljivke. Tako se znebimo 
podvojenih spremenljivk. V primeru, ko želimo simulirati fizični vhod, moramo poleg 
spremenljivke zraven dodati »:P«. Program v15.1 nam sicer doda samodejno, vendar 
moramo to dodati v starejših verzijah programa. Na tem mestu moramo omeniti, da je 
treba imeti programsko logiko spisano na krmilniku, ker drugače nam simulacija ne 
bo delovala. Ko imamo dodane spremenljivke v tabeli, preprosto kliknemo na želeno 
spremenljivko in opazujemo v programu TIA portal, kaj se dogaja z našim programom. 
Druga možnost pri simulaciji pa so sekvence. Pri uporabi sekvenc moramo 
določiti, kdaj je spremenljivka aktivna in kdaj je neaktivna. Sekvenco zaženemo s 
klikom na gumb start. Program nam omogoča, da lahko v sim tabeli posnamemo, 
katere spremenljivke bodo ob določenem času aktivne, ne da bi to vpisovali v tabelo 
za sekvence. Sekvenco posnamemo tako, da v orodni vrstici kliknemo na rdeč krog. 
Ko smo vklopili snemanje sekvence, preprosto kliknemo na spremenljivke, katere 
želimo, da so aktivne. Ko končamo sekvenco, kliknemo na črn kvadrat, ki simbolizira 
stop. Ko pa želimo izvesti sekvenco preprosto kliknemo na gumb play in sekvenca se 
začne izvajati. 
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6  GRAFIČNI VMESNIK - HMI 
HMI je okrajšava za Human Machine Interface. HMI najpogosteje uporabljamo 
v industriji za nadzor in spremljanje različnih strojev. Najbolj pogost HMI, s katerim 
se srečujemo nekajkrat tedensko, je zagotovo samodejna trgovinska blagajna. Tipke 
na samopostrežni blagajni nam omogočajo, da lahko zaključimo nakup, izberemo 
možnost kartice zvestobe in načine plačila. V današnjem času ima vsak zahteven 
industrijski proces HMI, ki je lahko v obliki računalniškega zaslona ali pa kot 
samostojna enota npr. zaslon na dotik. S pomočjo HMI lahko vzdrževalci oziroma 
usposobljeno osebje upravlja električne stroje. Po navadi so na zaslonu prikazane 
najpomembnejše informacije za točno določen proces. Na zaslonu prikažemo različna 
stanja, analogne vrednosti, ravni in pa dodamo še navodila, da upravljalec lažje operira 
s sistemom. 
 
6.1  Ustvarjanje grafičnega vmesnika 
Grafični vmesnik začnemo programirati potem, ko smo testirali programsko 
logiko. V resnici pa bi morali vmesnik načrtovati že med pisanjem tabele spremenljivk. 
Namreč zapomniti si moramo, da grafični vmesnik za tipke oziroma razna stikala 
potrebuje spominske bite in ne fizične vhode. To si moramo posebej zapomniti, kajti 
ko bomo povezovali spremenljivke iz svojega programa, preprosto ne bo delovalo, če 
bomo tipko na zaslonu povezali s fizičnim vhodom. V primeru, ko imamo izhode, 
normalno povežemo fizični izhod z grafičnim vmesnikom. In zdaj seveda nastopi 
vprašanje o tem, zakaj graditi zamisel vmesnika hkrati s tabelo spremenljivk. Če že 
takrat definiramo, kateri vhod bo fizični in kateri vhod bo dejansko na zaslonu, lahko 
zmanjšamo število vhodov krmilnika in vzamemo krmilnik z manj vhodi, čeprav pa 
so lahko prosti vhodi mišljeni kot rezerva za nadgradnje projekta. 
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Ko vključimo hmi napravo v program gremo lahko skozi vodene nastavitve zaslona. 
V čarovniku za hmi  napravo tako določimo povezavo med krmilnikom in zaslonom, 
definiramo, katere tipke bo imel zaslon, definiramo različne zaslone in alarme. 
 
Slika 6.1:  Vodene nastavitve HMI 
 
Sedaj ko smo vse pripravili, lahko začnemo z gradnjo vmesnika. Pred tem pa si še 
poglejmo, katere nastavitve nam omogoča fizični zaslon KTP700. Ko vklopimo 
omenjeni zaslon, se na sredini zaslona pojavijo tri možnosti. Prva ikona je možnost 
prenos (angl. transfer), ki nam omogoča, da prenesemo vmesnik iz računalnika na 
fizični zaslon. Druga možnost je izbira start, ki zažene naš namenski program. Tretja 
možnost pa so nastavitve. V sklopu nastavitev lahko spreminjamo konfiguracijo 
sistema, zaslona in omrežja. V sklopu sistema lahko spreminjamo datum in uro, zvoke 
ter sistemsko kontrolo. V sklopu omrežja lahko nastavimo IP-naslov vmesnika ali pa 
pustimo samodejno naslavljanje. V sklopu zaslona pa nastavljamo natančnost pritiska, 
samo svetilnost zaslona in ohranjevalnik zaslona. 
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Slika 6.2:  Nastavitve zaslona KTP700 
 
Pogled projekta, ko programiramo s pomočjo WinCC-ja, je enak, kot programiramo 
PLC. Na levi strani okna so vse naprave, ki smo jih dodali v program. Na desni strani 
so knjižnice za grafično urejanje. Sredinsko okno je namenjeno izdelavi vmesnika. V 
zgornji vrstici je orodna vrstica, ki nam omogoča različne akcije. Spodnja vrstica je 
namenjena posameznim nastavitvam, ko kliknemo na objekt. 
Slika 6.3:  Pregled WinCC 
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Na grafičnem vmesniku želimo, da se nekateri podatki prikazujejo enako na vseh 
zaslonih. Ustvarili bomo predlogo, ki bo enaka na vseh zaslonih. Ključna prednost 
ustvarjanja predloge je v tem, da so alarmi, funkcijske tipke, datum/ura vedno v istem 
položaju na zaslonu. Enako imamo pri spletnih straneh, ko sta glava in noga spletne 
strani vedno na istem mestu, tudi ko kliknemo drug zavihek na strani. Samo predlogo 
ustvarimo v zavihku Screen management. 
 
Slika 6.4:  Ustvarjanje predloge 
Zdaj, ko je predloga ustvarjena, je osnovni pogled na vseh zaslonih enak. Pod 
zavihkom zasloni (angl. screens) ustvarimo želeno število zaslonov. Za svoje potrebe 
bomo ustvarili štiri zaslone. V programu je treba definirati začetni zaslon. To je tista 
slika, ki se bo pojavila ob vklopu krmilnika in hmi naprave. To definiramo tako, da 
najprej v drevesni strukturi na levi strani poiščemo svojo HMI napravo. Potem 
kliknemo na runtime settings in odpre se nam okno, kjer pod izbiro general nastavimo 
kateri zaslon bo začetni. V istem zavihku tudi kličemo svojo predlogo, ki bo vidna na 
globalnih zaslonih. 
Naslednja pomembna zadeva je ustvarjanje zaporedne številke za vsak zaslon posebej. 
To potrebujemo zato, da bomo lahko v sredinskem drsnem oknu preklapljali med 
zasloni. Zaslonom dodelimo vrednosti tako, da v drevesni strukturi na levi strani 
kliknemo možnost Text and graphic list. 
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Slika 6.5:  Poimenovanje zaslonov 
 
Te številke, ki smo si jih izbrali imajo svoj pomen. Namreč številke moramo povezati 
z oknom, ki bo preklapljalo med zasloni. Za vsak zaslon naredimo sledeče. Kliknemo 
na določen zaslon z desnim klikom in izberemo nastavitve. Pojavi se nam več možnosti 
in izberemo dogodke (angl. events). Ko smo na dogodkih izberemo izbiro loaded in z 
značko SetTag nastavimo vrednost za posamezen zaslon. Enako storimo tudi pri 
tipkah, da omogočimo premikanje med zasloni. 
 
 
 
Slika 6.6:  Povezovanje zaslonov 
 
Ko smo vse zaslone povezali med sabo, se lotimo risanja objekta. Slika na zaslonu je 
ključnega pomena za upravljanje s samim procesom. Pri risanju procesa si lahko 
pomagamo s simboli, ki so dostopni v programu WinCC. Elemente, ki želimo 
uporabiti iz knjižnice, povlečemo z metodo, vleci spusti. 
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6.2  Nastavitve objektov 
Ko smo na zaslon dodali tipko, moramo pravilno nastaviti njene parametre. To 
storimo tako, da z desnim klikom odpremo nastavitve tipke. Odpre se nam okno, kjer 
moramo klikniti na dogodke (angl. Events). Tipka nam v sklopu dogodkov omogoča 
naslednje akcije: klik, pritisk, spust in aktivacija. Za izvedbo akcij moramo uporabiti 
ukaz SetBit oziroma ResetBit. Z ukazom SetBit postavimo vrednost spremenljivke     
na 1. Z ukazom ResetBit pa postane vrednot spremenljivke enaka 0. 
 
 
 
 
 
Slika 6.7:  Nastavitev tipke 
V primeru, ko dodamo stikalo, smo omejeni na akcijo vklop in izklop, ukazi pa 
ostanejo enaki. Poleg dogodkov lahko objektom določimo tudi animacije. Animacijo 
določimo v nastavitvah objekta tako, da kliknemo možnost Animations. Najprej 
moramo objekt povezati s spremenljivko, potem pa si izberemo določeno animacijo. 
WinCC nam omogoča naslednje animacije: različne barve objekta, vidnost objekta in 
premikanje objekta. 
Slika 6.8:  WinCC animacije 
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Program WinCC nam omogoča, da imamo v sklopu besedil, ki se pojavljajo na zaslonu 
več jezikov. Če želimo imeti več jezikov na grafičnem zaslonu, moramo to tudi 
vključiti v sam program. Več jezikov vključimo tako, da v glavnem meniju WinCC-ja 
poiščemo zavihek Languages&resources in potem kliknemo na project languages. V 
tem oknu izberemo vse jezike, ki bi jih želeli uporabljati v našem programu. Ko smo 
si izbrali jezike, pa moramo omenjene jezike še omogočiti. To storimo tako, da 
poiščemo zavihek Runtime settings in kliknemo na language font, kjer želene jezike 
tudi omogočimo. Urejanje besedil urejamo v zavihku texts. Do njega dostopamo tako, 
da kliknemo na objekt in opazimo možnost texts. Tukaj pod vsak jezik, ki smo ga 
vključili v naš program, napišemo določeno besedilo. 
V okviru grafičnega vmesnika moramo v programu definirati HMI spremenljivke. 
Bistvo HMI spremenljivk je v tem, da jih povežemo s spremenljivkami PLC-ja. Imamo 
dve možnosti, kako bomo napisali HMI spremenljivke. Prva možnost je ta, da pri 
nastavitvah objekta neposredno kličemo PLC spremenljivko in program nam 
samodejno poveže HMI spremenljivko in doda v tabelo. Druga možnost pa nam 
omogoča, da sami ustvarimo HMI tabelo in povežemo spremenljivke s PLC-jem. HMI 
tabela nam omogoča nastavitev Acquisition time. Ta čas nam pomeni, na koliko 
sekund se posodablja vrednost spremenljivke s krmilnikom. Privzeto je ta čas 
nastavljen na 1 s, lahko pa ga ponastavimo na najmanjši možni čas 100 ms. 
 
 
Slika 6.9:  HMI tabela 
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6.3  Vmesnik 
 
Za potrebe avtomatizacije portalne avtomatske avtopralnice smo uporabili štiri 
različne zaslone. Prvi zaslon smo poimenovali začetni zaslon. To je tisti zaslon, ki se 
prikaže ob zagonu sistema. Na zaslonu smo narisali tehnološko shemo procesa. 
Začetni zaslon nam omogoča zagon avtopralnice, reset in stop avtopralnice. Ob 
različnih delovanjih se pokažejo različne animacije na zaslonu. Ta zaslon je najbolj 
pomemben za upravljanje s samim sistemom. 
Slika 6.10:  Začetni zaslon 
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Naslednji zaslon smo poimenovali navodila. Na njem smo napisali osnovna navodila 
za upravljanje s sistemom. 
Slika 6.11:  Navodila 
Potem smo, ustvarili zaslon z imenom ročni način. Na njem smo omogočili, da lahko 
operater določen del procesa upravlja v ročnem režimu. 
 
Slika 6.12:  Ročni način 
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Zadnji zaslon, ki smo ga ustvarili, smo poimenovali z imenom signalna lista. Na 
zaslonu signalna lista smo zbrali vse signale, ki se pojavijo pri samem procesu. 
Omogočili smo tudi, da lahko operater s tega zaslona resetira sistem oziroma ga 
zažene. 
 
 
 
Slika 6.13:  Signalna lista 
 
Ko smo ustvarili vse zaslonske slike, moramo to spraviti še na fizični zaslon. To 
storimo tako, da najprej projekt WinCC prevedemo s klikom na gumb prevedi (angl. 
compile) in potem še prenesemo na zaslon KTP700 s klikom na gumb download. 
Pomembno pri tem je, da prenesemo vsak del projekta posebej. Prenesti moramo tako 
PLC program, kot WinCC aplikacijo. Na naslednji sliki si poglejmo končni rezultat 
naše aplikacije. 
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 Slika 6.14:  Končni produkt  
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7  SKLEP 
V diplomskem delu smo uspešno izvedli avtomatizacijo avtopralnice, vključno 
z izdelavo grafičnega vmesnika. Pri sami izdelavi programa ni bilo večjih težav, ker 
smo vsako dodano programsko logiko sproti testirali. Za programiranje v lestvičnem 
diagramu smo se odločili predvsem zaradi hitrejšega iskanja napak v programu, ko pri 
tem uporabljamo korake. Ko smo opisovali, kako lahko uporabljamo simulator za 
testiranje krmilnika, moramo dodati, da je opisan postopek namenjen krmilnikom S7-
1200. Če uporabljamo krmilnike S7-300 ali S7-400 se grafični vmesnik simulatorja 
nekoliko razlikuje od opisanega postopka. Med testiranji smo ugotovili, da na 
simulatorju ne moremo simulirati vseh funkcij. Ena taka izjema, ki smo jo odkrili je 
PID regulator. Pri programiranju logičnih izhodov se moramo zavedati, da ne smemo 
povezati direktno logičnega izhoda na motor, ampak z logičnim izhodom krmilimo 
rele. Pri uporabi motorja uporabimo frekvenčni pretvornik, ki ga krmilimo s pomočjo 
logičnih izhodov krmilnika. Pomembno pri vseh vhodnih in izhodnih modulih je, da 
vsak modul posebej napajamo, ker led lučka na krmilniku še ne pomeni, da ima izhod 
napetost. Seveda pa smo pri končanem projektu skušali ugotoviti možne nadgradnje. 
In sicer namesto spominskih bitov bi lahko uporabili podatkovni blok in s tem še 
povečali preglednost našega programa. Uporaba podatkovnega bloka pa ima same 
prednosti pred spominskimi biti. Predvsem v industriji se uporabljajo podatkovni 
bloki, kjer imamo spremenljivke, ki so daljše od štirih bajtov. 
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