A fast data acquisition system has been developed to extract cycleby-cycle information on car engine performance and fuel consumption on the road. The information is stored on cassette for later analysis and digital plotting. A Commodore PET is used for both stages of the process. The paper describes the interface system and both acquisition and analysis methodologies. These are readily adaptable to other applications.
Introduction
In the course of a project to develop a retrofit electronic engine management system for cars (Morris 1981a , b, Morris et al 1982 , it became necessary to monitor the engine behaviour and the electronic signals simultaneously in order to evaluate the effectiveness of the controller and determine transient effects. The system, once operating, has proved to be a remarkably effective aid to understanding the sometimes complex inter-relationships of engine parameters.
The basic control system can be split into two sections. Fuel mixture control is based on a 'roughness' figure determined from engine accelerations as each individual cylinder fires. Mixture adjustment is accomplished by pulsewidth variation to a servo valve in a carburettor bypass. Ignition timing control is based upon the position of the pressure maximum within the combustion chamber. Engine speed can be taken from the top dead centre (TDC) markers required for an ignition timing reference and an optical sensor on the drive shaft suffices for road speed. The other parameter of interest is fuel flow which is measured by an Ono Sokki FP214 positive displacement quadrature piston transducer.
The acquisition system must accept data at 6000 RPM (max) at 800 sequential pulses per second (Ignition, TDC, pressure) with asynchronous fuel pulses (forward and reverse), bypass servo and road speed signals. For maximum timing accuracy, interrupts must be serviced as rapidly as possible. The PET has 32k of RAM. 24 k is arbitrarily assigned to data storage and is filled (4 bytes per event) in under 7.5s at 6000 RPM. However, lower speeds and fewer events are more commonly used and over 15s of data is usually gathered. Full analysis and plotting of the data takes a significant time so it is stored on tape for later analysis in the laboratory. The basic concept of the svstem is to record the time of occurrence of each pulse along with an identifying code. In principle the 8 bit identification code can handle 8 randomly occurring events or 256 if none may occur simultaneously. Many systems will contain a mixture of these and one might therefore allocate the 8 bits into, say, 5 random events and decode the other 3 lines into 8 sequential events. For the engine application, 8 inputs were always sufficient for the experiments performed and no decoding of the sequential events was necessary. Note that only event times were required in the engine system. In many cases analogue data will also be of interest and must be converted to pulse lengths. The PET is powered on the road by 230V supplied from a simple 12V quasi-square-wave inverter run on the 12V car battery. A line filter was sufficient to eliminate ignition or other noise problems. While larger minicomputers are commonly used in engine test cells to gather engine data, they are not only considerably more expensive but are also less practical for road use.
Data acquisition interface
An interface is necessary to convert signals from the engine instrumentation and microprocessor controller into a form suitable for the 8 bit parallel USER port J2 on the PET. The fuel meter is an Ono Sokki FP214 which produces quadrature output signals Q a and Q b . It is essentially similar to the Fluidyne 1213 which has been evaluated by Johnston and Rogers (1979) . The direct passage of 0.1 ml of fuel through the meter causes the sequence of transitions of Q a and Q b shown in figure 1 and labelled 'direct positive flow'. The following sequences also represent net positive flows of 0.1 ml but with transient reversals. The complementary Q a , Q b sequence represents reverse flow through the meter. Forward and reverse flows may be identified by the circuit of figure 2 where output pulses represent forward and reverse passages of 0.1 ml. The input events must produce pulses approximately 50µS in duration on the appropriate user port input. The duration of the pulse (50µS) is determined by the processing speed of the data acquisition program described below. Each engine event pulse is buffered by a cmos Schmitt trigger ( figure 3(a) ) and fed into a monostable ( figure 3(b) ) to produce the required pulsewidth (the 1 nF bypass capacitors prevent high-frequency ignition noise causing an output pulse). The same interface system was used with a slower drive profile program described elsewhere (Morris 1981a, b) . For this purpose the fuel pulse inputs and the driveshaft signal are OR'ed to the CAI line of the USER port. The slow system then uses CAI as an interrupt but this function is disabled for the fast system described here. The 50µS program loop time is larger than the minimum process time using interrupts but is less than the maximum possible time and is constant.
System sequence
Programs have been written to gather and process data from each engine cycle. The data that can be analysed include the engine speed, the position of the pressure peak, the ignition firing angle, the position of the servo valve and the fuel flow rate. Data acquisition is controlled by a 'fast data' machine-code program (FD14) which runs in the PET on the road. Each bit of information coming from the data interface (event identification) is stored along with the value of a 3-byte timer. FD14 fills up the previously reserved 24 kbytes of memory from 2000H to 8000H in 10 to 60 s with 6144 engine events. This data is then saved on cassette tape by a machine-code routine for later analysis in the laboratory PET.
The tape data are loaded into the lab PET with a BASIC load command. Twenty-four kbytes of memory are reserved by changing the BASIC top-of-memory pointer. The data is compacted to 12 kbytes by the program MEM->MEMFOCUS and stored on disc by MEMFOCUS->DISK. ANALYSIS61 analyses the data and graphs it on a Watanabe MIPLOT plotter. CLEAN12 is used to scratch the compacted data from the disc and DATACOPY5 can copy the compacted data to another disc to create backup files.
These programs are available in printed form from the authors (JEM), complete with disassembly of machine-code routines and more complete explanations than are included here.
Fast data acquisition program (FD14)
FD14 consists of a BASIC loader and two machine-code routines. The first of these collects the data and stores it in memory. The second uses PET subroutines to handle the data transfer to cassette tape.
Memory above IFFFH is reserved for the data by the instructions: POKE52,255:POKE53,31. The machine-code routines are loaded into the second cassette buffer from 0340H to 03EBH which is only used by the system if a second cassette is attached. When the space bar is pressed, control is passed to the machine-code routine at 0340H and data acquisition begins.
Upon entering the routine the interrupts are disabled to prevent the PET operating svstem from gaining control and masking incoming data. The VIA is set up for input on port A and the timer TI is started in the free-running mode counting 1µS clock pulses.
Control then passes to the main program loop. The USER port is read and a flag indicating the rollover of T1 is checked. If T1 has rolled over, a counter is incremented. This provides a 24 bit timer. If there is no data at the port, the loop is repeated.
Pointers stored in zero page memory indicate the next location for the data. If data is present at the port, it is stored in memory. The time is read (3 bytes) and each byte stored after the event data byte. Control is returned to BASIC when the reserved memory has been filled. It is possible for BASIC to regain control if the user forces the non-maskable interrupt (NMI) line to go low and a push button has been provided for this purpose.
The data storage routine takes approximately 50µS. If the data is present at the port for 50µS, the probability of missing data is minimised and the probability of detecting the same data pulse on the next loop is also minimised.
When the memory is full the interrupts are enabled and control is passed back to BASIC. A prompt for the cassette tape filename is displayed and control is passed to the machine-code routine at 03B8H. This routine receives the filename, sets up the BASIC locations for tape storage and saves the memory from 2000H to 8000H as a program file. Upon entering the routine (at 03B8H) PET subroutines at CH6FH and F6A4H are called in succession to store the file on tape. The data takes approximately ten minutes to load on tape. Disc storage in the vehicle would be faster.
Data reduction program (MEM->MEMFOCUS)
The data is loaded into the lab PET with the instructions: POKE52,255:POKE53,31:LOAD. MEM->MEMFOCUS takes the data from 2000H to 8000H and compacts it into 2000H to 5000H. The program must run within the space from 0400H to IFFFH.
The timer data is first read from memory. The two least significant bytes come from a decrementing timer (T1). As the timer 7 DATA ANALYSIS AND PLOTTING PROGRAM (ANALYSIS61) runs continuously, it is possible that the MSB of T1 has rolled over before being read and after the LSB has been read, in which case the rollover will be missed. MEM->MEMFOCUS takes account of these possibilities by incrementing the MSB of T1 if the LSB is 09H or less. Similarly, if both the 2 least significant bytes (the LSB and MSB of T1) have rolled over and the MSB has not, the MSB is incremented before further calculations are done. The first step in compaction is to convert each time to a relative time after the last event. This time is then divided by 4 to reduce it to a 2 byte number in the worst case. A machine code then converts the 16 bit relative time into a 13 bit approximate value based on the FOCUS number system described by Edgar and Lee (1979) . This is an approximate logarithmic conversion which gives the desired range with an approximate constant percentage error of 0.1%. The first 4 bits of the final number represent the position of the most significant bit '1' of the original number. The remaining 9 bits of the FOCUS number are the 9 bits that follow the MSB '1' of the original number (two examples are shown in table 1). This gives a piecewise linear approximation to a logarithmic conversion of base two and produces numbers corresponding to the range 4µS to 262, 144µS. Note that it is not possible to represent zero. 
---------------------------------------------7 next 7 bits + 2 zeros extra
Only 8 events were used in the engine application and if it is assumed that only 1 event can occur at a time, the event identification can be compacted to 3 bits. The 13 bit time and 3 bit event data are now concatenated to produce the 16 bit compacted data, representing a 50% reduction in the size of the data. MEM->MEMFOCUS takes about twenty minutes.
Disc data transfer program (MEMFOCUS->DISK)
MEMFOCUS->DISK must also run in the space between 0400H and IFFFH so MEM->MEMFOCUS and MEMFOCUS->DISK cannot be combined into a single program. The data is stored on disc in a random access format. The method was developed from that described by Hampshire (1982) .
The program divides the 12K data bytes into blocks of 250 bytes which are written into free blocks on the disc. MEMFOCUS->DISK takes approximately five minutes to run.
Data analysis and plotting program (ANALYSIS61)
A small machine-code routine is required to defocus the data on disc. This is loaded into the second cassette buffer when ANALY-SIS61 is run.
ANALYSIS61 analyses the data. The sequential file is read and its contents stored in track and sector arrays. The sample period is determined by accessing each block, defocusing the time data and summing all of the relative time values. The absolute start and end times of each block are also stored in arrays. In this way the program can determine which blocks lie between any two absolute time values. It is therefore not necessary to analyse all the data from the start of the time period.
The user can select a variety of graphing options on the MIPLOT plotter which is connected to the USER port. The connections and command subroutines are fully described in the MIPLOT Applications Manual. These subroutines enable the user to draw axes, print character strings or plot at any position on the platen. The user selects a time base for the graph by entering start and end times. The program then determines which blocks are to be plotted and draws the time axis with ten divisions and labels.
The user selects the event data bit to be analysed. The existing program is specific to the engine analysis case and the procedure for each bit as described below should be regarded as examples of the types of processing which may be incorporated at this stage.
Bits 0 or 1
These are the two fuel flow bits. Two vertical scales are available: -10 ml s −1 to 90 ml s
The vertical axis is labelled accordingly. The data is scanned and the fuel flow rate calculated as:
8 DISC SCRATCH PROGRAM (CLEAN12) fuel flow rate (ml s −1 ) =(time since last pulse * meter scaling factor=8796) −1 .
If the pulse being analysed is bit 0, the value obtained is plotted as a positive number. If bit 1 is found, the value plotted is negative. A five-point smoothing function can be selected if desired. The fuel consumed in the period graphed is calculated and printed on the bottom of the graph.
Bit 2
This is the driveshaft pulse. The vertical axis is labelled from 0 to 100 km h −1 . The first pulse is disregarded as it will occur at a random time from the beginning of the sample period. The speed is calculated as:
speed (km h −1 ) = 1360000/(time since last pulse).
If the speed changes by more than plus or minus a user-selected percentage from the last value, it is ignored. This is done as occasional driveshaft pulses can be missed due to road debris, etc, giving a calculated speed of approximately half the true value. This function is not used for speeds less than 10 km h −1 , as it is possible to get a large valid change between readings.
Bit 3
This is the TDC sensor bit. The vertical axis is labelled from 0 to 5000 RPM. As in the speed calculation case, the first pulse is ignored and the calculated RPM must be within a selected percentage of the last value, unless it is less than 500 RPM. The RPM is calculated as RPM= 30/(time since last pulse).
Bits 4 to 7
These bits were used to indicate a rising edge of any signal. There are two plotting options available to the user within the standard program.
(i) The first is analysing the desired bit with respect to any other bit. The time between the reference bit and the data bit is determined and plotted on a scale entered by the user. The air bypass servo position was plotted in this manner. The servo is controlled bv a signal of duration proportional to the servo position starting at the time the ignition is fired. The system has been set up so that the servo position is proportional to the time between bit 5 (ignition pulse) and bit 6 (servo pulse end).
(ii) The second option is to analyse the bit as an angle with respect to top dead centre (bit 3). This was used for the plots of pressure peak angle and ignition firing angle. The user can have an angle axis drawn if desired. Note that the crank position reference markers are not usually at true engine TDC and that in the case of the pressure peak signal, a filter network introduces a constant time delay. These must be compensated by offsets entered by the user. The program scans the data keeping track of the RPM and looking for the appropriate bit. When the data bit is located, the program looks for the next RPM bit. The angle between the two RPM pulses is 180 and from the timing of the data bit the angle with respect to TDC can be calculated.
Another routine has been provided to perform some statistical analysis on any parameter of interest.
On completion of any of the above plotting routines the following options are presented to the user:
New data: the program is reinitialised and the user prompted for a sequential file.
New graph: the array data is kept and the user can specify a new time period.
Another bit: the user selects another of the above routines.
Label: the user moves the pen to the desired location and types in a label. A small subroutine prints this on the plotter.
Exit: program ends.
A faster version of ANALYSIS61 runs with all of the user prompts removed. All the desired responses are entered as a command string when the program is run, enabling the data to be analysed and plotted without user interaction (e.g., overnight). Figure 4 shows a sample plot from the routine. The transient on the speed plot is 'real' in that it comes from transducer error as explained above. The RPM spikes, however, are software related but can be (and have been) eliminated by later program versions.
Disc scratch program (CLEAN12)
The random access data is not directly available to BASIC commands (such as DIRECTORY and SCRATCH) and cannot be scratched as programs and sequential files can. CLEAN12 has therefore been provided to fulfil this function. The sequential file is read for the track and sector numbers, all appropriate blocks are deallocated from the BAM, and the sequential file is scratched from the disc.
Disc copying program (DATACOPY5)
The random access data is read via a sequential file on the drive 0 disc and stored on the disc in drive 1 with a sequential file containing track and sector numbers. This program is used to create backup files of the random access data.
