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Abstrakt
Cílem práce je vytvo°it mapu hv¥zdné oblohy za pomocí moderních technologií HTML5
a jazyku Dart v prost°edí webového prohlíºe£e. Mapa zobrazuje nejjasn¥j²í hv¥zdy  ty,
které jsou teoreticky viditelné i pouhým okem, planety Slune£ní soustavy, Slunce a M¥-
síc. Aplikace reaguje na uºivatelské vstupy, po kliknutí na vykreslený objekt zobrazuje
podrobné informace o jeho poloze, existuje moºnost jejich vyhledání. Uºivatel m·ºe ma-
pou voln¥ pohybovat, nastavovat svou pozici a p°esunout se v £ase do okamºiku, který ho
zajímá.
Cílem práce je také prozkoumání moºností jazyka Dart, který by m¥l nabízet dostate£n¥
vhodné a výkonné prost°edí pro zpracování a vykreslení velkého mnoºství dat. Sou£ástí
práce je také porovnání výkonu ve webových prohlíºe£ích a jazycích JavaScript a Dart.
Klí£ová slova: Skymap, Dart, JavaScript, HTML5, MVC, sférická astronomie, sou°adni-
cové systémy, £as, promítání.
Abstract
The goal of the bachelor thesis is to create sky map using modern technology like HTML5
and Dart language in web browser environment. The sky map shows the brightest stars 
stars that are visible with the naked eye, planets of the Solar system, the Sun and the Moon.
The application responds to the user± inputs, shows detail information about position of
the clicked object and user can also search the database of objects. User can move with
the map, set his position and jump into time moment, that is interesting for him.
The goal of the thesis is also to explore capabilities of the Dart language, which should
provide suitable and eﬃcient environment for processing and rendering of large amounts
of data. Part of the thesis is also performance comparison in web browsers and JavaScript
and Dart language.
Keywords: Skymap, Dart, JavaScript, HTML5, MVC, spherical astronomy, coordinate
systems, time, projections.
Seznam pouºitých zkratek a symbol·
AJAX  Asynchronous JavaScript and XML
API  Application Programming Interface
FPS  Frames Per Second
FTP  File Transfer Protocol
GPS  Global Positioning System
HTML  HyperText Markup Language
NASA  National Aeronautics and Space Administration
RIA  Rich Internet application
SDK  Software development kit
UTC  Coordinated Universal Time
WebGL  Web Graphics Library
XML  Extensible Markup Language
YAML  YAML Ain't Markup Language; formát pro serializaci dat £itelný £lov¥kem
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11 Úvod
Jiº od pradávna lidstvo vzhlíºelo ke hv¥zdám. Pravd¥podobn¥ jiº první lidé sledovali no£ní
oblohu s nekone£ným obdivem a boºskou pokorou. Toto prosté pozorování se £asem díky
lidské zv¥davosti a pot°ebám prohlubovalo v poznání a pochopení. Astronomie jako v¥da je
jednou z v¥d nejstar²ích a její po£átky sahají n¥kde k 3-4. tisíciletí p°ed na²ím letopo£tem.
Tehdy ²la ruku v ruce s vývojem zem¥d¥lství, snahou up°esnit po£ítání £asu nebo zji²t¥ní
polohy £lov¥ka na Zemi a následné navigace.
Lidé si v²imli, ºe se hv¥zdy na obloze b¥hem noci pohybují po ur£ité dráze, která jak
dny v roce plynou, se mírn¥ m¥ní. Tento objev vedl ke snaze pohyb zachytit, zaznamenat
a vyuºít k pot°ebám £lov¥ka. V dob¥ antiky se objevují první konkrétní jména hv¥zdá°· -
astronom·. Z nich je pravd¥podobn¥ nejslavn¥j²íHipparchos, který vyvinul trigonometrii,
vymyslel nové p°ístroje pro m¥°ení polohy, ur£il délku roku s p°esností na 6 minut nebo
sestavil katalog s více neº 850 hv¥zd. Pravd¥podobn¥ byl také vynálezcem astrolábu, který
se dlouhou dobu pouºíval jak pro navigaci, tak zji²t¥ní aktuálního £asu podle zem¥pisné
délky a dal²ím. Jeho jméno jako poctu nese nap°íklad kráter na M¥síci, Marsu nebo dokonce
satelit NASA (jedná se o akronym High precision parallax collecting satellite 
Hipparcos) a katalog hv¥zd, ze kterého £erpá data i tato práce. Astroláb byl postupn¥
v r·zných odv¥tvích nahrazen za p°ístroje jiné  nap°íklad v mo°eplavectví za sextant,
který byl jednodu²²í a prakti£t¥j²í.
Jisté pokusy o zakreslení hv¥zd jsou známy uº od na²ich p°edk· v prav¥ku, kdy prav¥ký
£lov¥k výrazné sv¥télka na obloze zakresloval do hlíny nebo tesal do kamene. Byla to snaha
jist¥ hodna jejich tehdej²í bystrosti, av²ak bez sou°adnicových systém· se nedalo hovo°it
o map¥ hv¥zdné oblohy. Ve starov¥ku a st°edov¥ku byla obloha sídlem boh· a bájných
tvor·, které astronomové a um¥lci vid¥li ve skupinách jasných hv¥zd. Na mapách byly tyto
postavy zakresleny rukou um¥lc· a jejich krásu obdivovali i oby£ejní lidé. Souhv¥zdí v²ak
nepokrývaly celou oblohu a n¥které hv¥zdy prost¥ do ºádného z nich nepat°ily. Aº v roce
1925 se ustanovilo 88 souhv¥zdí a jejich p°esné hranice. V²echny hv¥zdy od té doby pat°í do
jednoho z t¥chto zvolených souhv¥zdí. Nevýhoda zakreslených map je ta, ºe jsou aktuální
pouze v dob¥ zakreslení - hv¥zdy se od sebe vzdalují, planety se pohybují; £as p°i svém
nekone£ném b¥hu v²echno m¥ní. Proto se k map¥ vºdy p°ikládá údaj, pro kterou epochu
je mapa platná.
Jak jde pokrok neustále kup°edu, vznikají nové a nové mapy hv¥zdné oblohy za pomocí
nejr·zn¥j²ích technik a médií. Nejp°esn¥j²í polohu hv¥zd nám v dne²ní dob¥ dává vý²e zmí-
n¥ná druºice Hipparchos jejíº výstupem jsou katalogy hv¥zd, které následn¥ slouºí jako
vstupní data aplikací nahrazující klasické mapy hv¥zd. Díky vývoji po£íta£· a elektroniky
se nám do rukou dostávají nástroje, pomocí nichº si snadno m·ºeme zobrazit hv¥zdy, které
se nám práv¥ nacházejí nad hlavou nebo si zobrazit jejich následnou pou´ po no£ní obloze.
Naskytá se nám p°íleºitost p°ipravit se tímto na r·zné zajímavé astronomické jevy - západ
Slunce, M¥síce nebo p°elety komet. Nelimituje nás £as, místo, ani stav po£así, které trápilo
astronomy minulých století. Nic nebrání £lov¥ku od poznávání vesmíru.
22 Sou°adnicové systémy a práce s £asem
2.1 Sférická astronomie
Sférická astronomie je £ást astronomie, která deﬁnuje nebeskou sféru jako místo, kde se
promítají vesmírné objekty. Ve skute£nosti t¥lesa leºí r·zn¥ daleko od pozorovatele, av²ak
p°i takto velkých vzdálenostech m·ºeme jejich rozdíly zanedbat a pro tento ú£el °íci, ºe
v²echna t¥lesa leºí v nekone£nu. Sférická astronomie zavádí n¥které d·leºité pojmy a sys-
témy sou°adnic, kterými se tato kapitola zabývá.
Základní rovina
Nej£ast¥ji uvaºujeme dv¥ základní roviny. První z nich je rovina ekliptiky, druhá je rovina
rovníku. Rovina ekliptiky je tvo°ena pohybem Zem¥ kolem Slunce. S £asem se tém¥°
nem¥ní, pouºívá se proto jako po£átek ekliptikálních sou°adnic a uzavírá se sv¥tovým rov-
níkem (rovinou rovníku) úhel p°ibliºn¥ 23◦27′. Souvisí s póly ekliptiky, coº jsou body
na nebeské sfé°e, které jsou k ní kolmé a procházejí st°edem Zem¥. Póly ekliptiky svírají
s t¥mi zem¥pisnými/sv¥tovými jiº vý²e zmín¥ný úhel 23◦27′ (sklon rota£ní osy).
Pr·se£íky roviny ekliptiky s rovinou rovníku se nazývají jarní a podzimní bod. Den,
kdy se Slunce nachází v t¥chto bodech je ozna£ován jako jarní a podzimní rovnodennost.
Jarní bod se £asto pouºívá jako po£átek astronomických sou°adnic. Sv·j po£átek zde mají
nap°íklad rovníkové sou°adnice II. druhu (kapitola 2.3.2).
Pozorovatel
Jedním z d·leºitých systému sou°adnic jsou sou°adnice horizontální (kapitola 2.3.3). Ty
zavád¥jí krom¥ azimutu a vý²ky také pojmy astronomický horizont, zenit a nadir.
Astronomický horizont je rovina, která se odvíjí od polohy pozorovatele; protíná oko pozo-
rovatele a nebeskou sféru. Zenit neboli nadhlavník je pomyslný bod na nebeské sfé°e leºící
p°ímo nad pozorovatelem. Nadir £ili podnoºník je naopak bod leºící na nebeské sfé°e p°ímo
pod pozorovatelem.
Vzdálenost
Sférická astronomie sice p°edpokládá, ºe promítané objekty leºí v nekone£nu, av²ak nejen
pro výpo£ty sou°adnic je d·leºité znát, jak jsou daleko. Jelikoº se jedná o skute£n¥ velké
vzdálenosti, jednotky pouºívané pro b¥ºné m¥°ení na Zemi, jako jsou metry a kilometry,
se zdají být v mnoha p°ípadech nevyhovující. Zavedli jsme proto jednotky nové, jako na-
p°íklad astronomická jednotka nebo sv¥telný rok. Astronomická jednotka je p·vodn¥
deﬁnována jako vzdálenost Zem¥ od Slunce. Tato vzdálenost je v²ak prom¥nlivá, proto
v roce 2012 byla p°esn¥ deﬁnována jako 149 597 870 700 m s jednotkou au (astronomical
unit). Sv¥telný rok je vzdálenost, kterou urazí sv¥tlo ve vakuu za jeden juliánský rok (ka-
pitola 2.2.4) s jednotka ly (light year). Velikost jednoho sv¥telného roku je 9 460 730 472
580 800 m.
32.2 Vesmír a £as
as je relativní, jak °ekl Einstein. V mnoha ohledech se jedná o lidský vynález, který se
odvíjí od na²eho chápání. lov¥k vnímá £as jako lineární veli£inu, která putuje neustále
a pouze vp°ed. V dne²ní dob¥ °íkáme, ºe £as je veli£ina závislá na prostoru a hovo°íme tak
o £asoprostoru. Je toho mnoho, co o £asu je²t¥ nevíme, dlouho nedokáºeme pochopit nebo
nikdy chápat nebudeme; je v²ak jasné, ºe existuje, plyne a týká se nás v²ech.
lov¥k chodí do práce, kde musí být p°esn¥ na £as. Má sch·zky, chodí spát v ur£itou
denní dobu a do d·chodu p·jde za 45 let. Abychom mohli pracovat s £asem a alespo¬ si
ho na²emu chápáním p°iblíºit, stanovili jsme si jednotná pravidla a jednotky. Lidé dávno
v¥d¥li, ºe se st°ídá den s nocí, ale cht¥li toto období n¥jak p°esn¥ji zachytit. Z po£átku byl
den rozd¥len na ro£ní období, den a noc. Den jako takový bylo v²ak vhodné rozd¥lit na
men²í £asové úseky, a tak vznikly hodiny, minuty a pozd¥ji drobn¥j²í a drobn¥j²í jednotky
£asu. as se m¥°il kyvadly, které pozd¥ji nahradily hodinové strojky a v moderní dob¥
atomové hodiny, pomocí kterých získáme nejp°esn¥j²í £as, a které slouºí jako referen£ní
£asomíra hodinám dal²ím.
V b¥ºné °e£i a kaºdodenním ºivot¥ se setkáme se sv¥tovým a pásmovým £asem.
Pro pot°eby astronomie je v²ak vhodn¥j²í po£ítat s jiným zp·sobem m¥°ení - nap°íklad
hv¥zdným £asem nebo juliánským datem.
2.2.1 Sv¥tový a pásmový £as
Sv¥tový £as je nejpodstatn¥j²í pro b¥ºné uºití. Je to místní £as nultého (greenwi-
chského) poledníku. Od n¥j se postupn¥ odvíjel nap°íklad £as UTC (Koordinovaný
sv¥tový £as), který se °ídí atomovými hodinami a dnes hojn¥ pouºívaný.
Pásmový £as d¥lí poledníky po 15◦, coº nám dává celkem 24 £asových pásem. Sm¥rem
na východ se pro kaºdé následující £asové pásmo p°i£ítá k UTC 1 hodina. Nap°íklad pro
st°ední Evropu je to UTC+1:00. Bohuºel, st°ední Evropa má je²t¥ speciﬁkum ve st°ídání
letního a zimního £asu, proto je v zimním období UTC+1:00 a v letním UTC+2:00.
2.2.2 Atomový £as
Atomové hodiny jsou zatím nejp°esn¥j²í po£ítadlo £asu. 1 sekunda je ur£ena 9 192 631 770
kmity izotopu cesia 133. P°esnost atomových hodin se £ím dál více zp°es¬uje a nyní je na
odchylce 1 sekundy za 23 miliard let [10]. Atomové hodiny jsou také d·leºitou komponentou
v navigaci a systému GPS, kde se m¥°í doba putování signálu vyslaného druºicí uºivateli.
2.2.3 Hv¥zdný £as
Neboli siderický £as je deﬁnován jako hodinový úhel jarního bodu. Jeden den hv¥zdného
£asu trvá 23 hodin, 56 minut a 4,09 sekund. Rozdíl oproti slune£nímu dnu (24 hodin) je
zp·soben tím, ºe Zem¥ krom¥ pohybu kolem své osy vykoná je²t¥ pohyb na dráze kolem
Slunce. Za pomoci hv¥zdného £asu m·ºeme z rovníkových sou°adnic objekt· získat jejich
obzorníkové (horizontální) sou°adnice a tudíº jeho aktuální pozici na obloze.
42.2.4 Juliánské datum
Juliánské datum (JD) zavedl na po£átku 17. století francouzský matematik a astronom
Joseph Sceliger. Jedná se o po£et dní od poledne 1.1. 4713 p°ed Kristem. Hodiny a minuty
se vyjad°ují jako £ást dne za desetinnou £árkou. Toto datování se velmi £asto pouºívá
v astronomii, jelikoº nemusí brát ohledy na p°estupné roky nebo po£et dní v m¥síci. asto
se také setkáme s modiﬁkovaným juliánským datem, která je zmen²ené oproti JD
o 2400000,5 dne. Za£íná tak 17.11.1858 0:0. [1, str. 61]
Zdrojový kód 1: Algoritmus pro výpo£et Juliánského data
var year , month , day ;
. . .
i f (month<=2) {
year −= 1 ;
month += 12 ;
}
A = 2− f l o o r ( year /100)+ f l o o r ( ( year /100)/4)
JD = f l o o r ( 365 . 25 ( year+4716))+ f l o o r (30 . 6001 (month+1))+day+A−1524.5;
J2000.0 je aktuální epocha Juliánského data. Je to hodnota 2451540.5 nebo taky 1.1.2000
11:58:55:816 UTC.
52.3 Sou°adnicové systémy
Pokud chceme ur£it polohu nebeského objektu v prostoru, musíme si deﬁnovat vztaºnou
soustavu a v ní rozumné sou°adnice a jednotky. Sou°adnicovým systémem °íkáme, odkud
se na objekt budeme dívat (st°ed sou°adnic) a jakým sm¥rem povedou koordináty. Mezi
soustavami je moºné sou°adnice transformovat. V bakalá°ské práci se zaobírám pouze n¥-
kterými z existujících sou°adnic a sou°adnicových systém·. Krom¥ níºe vypsaných existuje
spousta dal²ích, vyhovujících pro konkrétní ú£el implementace.
Základní rozd¥lení sou°adnicových systém· m·ºeme deﬁnovat podle toho, kde má sys-
tém po£átek sou°adnic. Pouºíváme p°edev²ím geocentrické sou°adnice, které mají po-
£átek ve st°edu Zem¥, heliocentrické sou°adnice se svým po£átkem ve st°edu Slunce
a topocentrické sou°adnice s po£átkem sou°adnic v míst¥ pozorovatele.
2.3.1 Ekliptikální sou°adnice
Sou°adnicový systém £asto pouºívaný pro popis polohy planet Slune£ní soustavy. Jedná se
o pravoto£ivý systém, kde základní rovinou je ekliptika a po£átek £íslování je v jarním
bod¥. Zápis sou°adnic m·ºe být jak ve sférické, tak kartézské podob¥.
• í°ka β: Úhel 0−360◦ s po£átkem v jarním bod¥. Hodnota roste sm¥rem na východ.
• Délka λ: Úhel −90 − 90◦, kde rovina ekliptiky je 0◦ a sm¥rem k severnímu pólu












Obrázek 1: Ekliptikální sou°adnice
62.3.2 Rovníkové sou°adnice II. druhu
Sou°adnicový systém £asto pouºívaný pro zápis polohy hv¥zd. Jako základní rovina je
pouºita rovina rovníku. Op¥t se jedná o pravoto£ivý systém. Rovníkové sou°adnice jsou
dvojího druhu, kde sou°adnice I. druhu pouºívají jako po£átek £íslování pr·se£ík meridi-
ánu a roviny rovníku. Sou°adnice II. druhu pouºívají jarní bod.
• Rektascenze (RA) α: Udává se bu¤ v úhlech 0 − 360◦ nebo v hodinách 0 − 24.
Za£íná se v jarním bod¥ a hodnota roste sm¥rem na východ.
• Deklinace (DE) δ: Udává se ve stupních −90−90◦, kde rovina rovníku je 0◦ a sm¥-














Obrázek 2: Rovníkové sou°adnice
72.3.3 Horizontální sou°adnice
Horizontální sou°adnice jsou pravd¥podobn¥ pro b¥ºného pozorovatele nejzajímav¥j²í. Zá-
kladní rovinu tvo°í astronomický horizont, který rozd¥luje nebeskou sféru na dv¥ poloviny,
kde jedna (horní) je viditelná pozorovatelem a druhá (dolní) leºí pod horizontem, kde Zem¥
brání pozorovateli objekty vid¥t. Po£átek £íslování je na severu. Polárka má nap°íklad
hodnotu azimutu vºdy blízkou 0◦. Horizontální sou°adnice se m¥ní s místem pozorování
a £asem. Sou°adnice pozorovaných t¥les se z pohledu pozorovatele m¥ní neustále v pr·b¥hu
dne.
• Azimut (A): Úhel 0−360◦ s po£átkem na severu. Hodnota roste sm¥rem na východ.
(sever = 0◦, východ = 90◦, jih = 180◦ a západ = 270◦) [1, str.91]
• Vý²ka (h): Úhel −90− 90◦ s po£átkem v rovin¥ horizontu. Hodnoty rostou sm¥rem










Obrázek 3: Horizontální sou°adnice
2.3.4 P°evody mezi sou°adnicovými soustavami
Kdyº se bavíme o sou°adnicovém systému, bavíme se vlastn¥ o pohledu z ur£itého místa
n¥kam do prostoru. V prostoru si musíme ur£it n¥jaká jednotná pravidla, abychom jed-
nozna£n¥ dokázali ur£it pozici objekt·. V kartézském systému máme po£átek sou°adnic
a osy [x,y,z], které jsou na sebe kolmé. Pro n¥které aplikace se nám v²ak hodí sou°adnice
kartézské p°evést na sférické. Hlavn¥, co se sférické astronomie tý£e, je jejich pouºití velmi
výhodné a £asto na n¥ narazíte spí², neº na kartézské. Mezi sou°adnicemi kartézskými
a sférickými existuje oboustranný p°evodní vztah, pomocí kterého m·ºete pozice objektu
p°evést z jednoho zápisu na druhý. [13]
8P°evod z kartézských sou°adnic na sférické
r =











θ ... sklon dráhy. Úhel svírající hlavní rovinu a objekt
ϕ ... azimut. Orientovaný úhel
P°evod ze sférických sou°adnic na kartézské
x = r sin(θ) cos(ϕ)
y = r sin(θ) sin(ϕ)
z = r cos(θ)
P°i p°evodu mezi sou°adnicemi ekliptickými a rovníkovými si vysta£íme s rota£ní ma-
ticí, kde budeme rotovat kolem osy x [7]. Pomocí ní sou°adnice rotujeme o úhel ϵ, coº je
sklon rota£ní osy a p°ibliºn¥ vý²e zmín¥ná hodnota 23◦27′ [4, str. 24]
P°evod z ekliptikálních sou°adnic na rovníkovéxryr
zr
 =





Pro p°evod z rovníkových sou°adnic na ekliptické sta£í matici transponovat.
P°evod z rovníkových sou°adnic na horizontální je odli²ný v tom, ºe budeme po-
t°ebovat je²t¥ argumenty navíc. Je to aktuální hv¥zdný £as a na²e zem¥pisná ²í°ka. [9]











ϕ ... zem¥pisná vý²ka pozorovatele
93 Výpo£et polohy objekt·
3.1 Planety
Sou°adnice planet jsou v aplikaci vypo£teny pomocí teorie VSOP. První verze teorie,
VSOP82, byla vyvinuta Pierrem Bratagnonem v roce 1982 ve francouském institutu
v¥d Bureau des Longitudes. Tato verze m¥la hlavní nedostatek v tom, ºe sada vstupních
dat nemohla být zkrácená, pokud jsme cht¥li rychlej²í výpo£et a sta£ily nám mén¥ p°esné
výsledky. Tento nedostatek °e²í verze z roku 1987  VSOP87.
VSOP87 je jedním z nejp°esn¥j²ích výpo£t· sou°adnic a garantuje p°esnost 1”na±4000
let od J2000.0. Nevýhoda VSOP (i v dne²ní dob¥) je ta, ºe postup výpo£tu koordinát·
je velmi ²patn¥ dokumentován a pro laika je obtíºné najít ten správný. Mi se jej poda°ilo
najít na serveru www.caglow.com [5], kde je algoritmus p¥kn¥ popsán.
Základem pro výpo£et je dataset, který je zdarma dostupný ke staºení z FTP francouz-
ského Institut de mécanique céleste et de calcul des éphémérides, který £asem nahradil vý²e
zmín¥ný Bureau des Longitudes. Nejedná se o jeden dataset, ale o celou sadu ur£ených pro
r·zné typy výpo£t·.
• VSOP87A - heliocentrické ekliptikální kartézské sou°adnice J2000.0
• VSOP87B - heliocentrické ekliptikální sférické sou°adnice J2000.0
• VSOP87C - heliocentrické ekliptikální kartézské sou°adnice data
• VSOP87D - heliocentrické ekliptikální sférické sou°adnice data
• VSOP87E - barycentrické ekliptikální kartézské sou°adnice J2000.0
Kaºdá planeta má sv·j soubor s daty. Tento soubor má název podle typu výpo£tu a p°í-
ponu podle zkratky planety. Nap°íklad pro výpo£et ekliptikálních kartézských sou°adnice
Venu²e budeme hledat soubor VSOP87C.ven.
Pouºitý algoritmus v bakalá°ské práci pracuje s daty VSOP87C. Data jsou rozd¥lena
do t°í sekcí pojmenovaných X,Y,Z (VARIABLE 1-3). Uvnit° kaºdé sekce jsou data roz-
d¥lena na sadu prom¥nných *T**O, *T**1. Kaºdá sada obsahuje n¥kolik sloupe£k· £ísel,
kde poslední 3 nás budou zajímat. Pro budoucí výpo£ty si je pojmenujeme A,B,C. Tyto
sloupce jsou pouºity k výpo£tu jedné £ásti (termu) celého vzorce. Tyto £ásti jsou se£teny
dohromady a jejich sou£ty vloºeny do rovnice pro zji²t¥ní aktuální polohy. Tento postup
je shodný pro v²echny koordináty a výsledek je p°esn¥j²í s po£tem vstupních dat.
T = (tjulian − 2451545)/365250
Term = A ∗ cos(B + C ∗ T )
Prom¥nná Term se tímto zp·sobem vypo£ítá pro v²echny °ádky *T**0 a provede se




Ai cos(Bi + Ci ∗ T )
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kde n je po£et °ádk· v *T**0. T-hodnot je vºdy 5. Pro sou°adnici X tedy dostaneme
prom¥nné X1,X2,X3,X4,X5. Výslednou sou°adnici dostaneme takto:
X = X0 +X1 ∗ T +X2 ∗ T 2 +X3 ∗ T 3 +X4 ∗ T 4
Tento postup zopakujeme pro sou°adnice Y a Z. Výsledek dostaneme jako vzdálenost
v astronomické jednotce. Vypo£tené sou°adnice jsou ekliptikální heliocentrické, proto
se vztahují ke Slunci. Pokud chceme získat sou°adnice geocentrické, musíme vypo£íst heli-
ocentrické sou°adnice Zem¥ a o n¥ posunout koordináty dal²ích planet.
Xgeocentric = Xplanety −Xzeme
Ygeocentric = Yplanety − Yzeme
Zgeocentric = Zplanety − Zzeme
Nyní m·ºeme provést n¥jakou z transformací vý²e popsaných. Nap°íklad p°evod do sféric-
kých ekliptikálních sou°adnic nebo rovníkových.
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3.2 Slunce
P°i výpo£tu pozice Slunce jsem vycházel z knihy Astronomical Algorithms [1, str.163].
Výpo£et je p°esný na 0.01◦, coº je pro na²e pot°eby dosta£ující. Pozice Slunce se dá vy-
po£ítat na základ¥ pohybu Zem¥, kdyº se nebere v úvahu odchylka zp·sobena M¥sícem
a ostatními planetami. Tento výpo£et je k nalezení ve zkrácené podob¥ také na webu
www.geoastro.de [8]
M = 357.52910 + 35999.05030 ∗ jdc − 0.0001559 ∗ jd2c − 0.00000048 ∗ jd3c
L = 280.46645 + 36000.76983 ∗ jdc + 0.0003032 ∗ jd2c
C =

1.914600− 0.004817 ∗ jdc − 0.000014 ∗ jd2c
 ∗ sin(M)+
(0.019993− 0.000101 ∗ jdc) ∗ sin(2M) + 0.000290 ∗ sin(3M))
l =M + C






δ = arcsin(sin(δ) sin(l))
kde:
M ... st°ední anomálie
L ... st°ední délka
C ... st°ed Slunce
l ... pravá délka
θ ... pravá anomálie
jdc ... juliánské století
Výsledkem jsou rovníkové sou°adnice II. druhu.
3.3 M¥síc
Výpo£et sou°adnic M¥síce je v aplikaci proveden podle algoritmu popsaného na webových
stránkách www.stjarnhimlen.se [11]. Základní informace a £eský popis s mezivýpo£ty je také
dostupný na kalendar.beda.cz [6]. Výpo£et pozice M¥síce je oproti jiným objekt·m mírn¥
sloºit¥j²í, jelikoº se M¥síc nepohybuje po rovin¥ ekliptiky a je také hodn¥ ovliv¬ován
Sluncem a dal²ími t¥lesy. Níºe popsaný postup výpo£tu nám dává p°esnost s moºnou
odchylkou v¥t²í, neº 1◦”. Pro p°esn¥j²í výpo£ty doporu£uji je²t¥ po£ítat s perturbací.
Postup pro korekci sou°adnic je uveden na vý²e zmín¥ných webových stránkách.
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d = po£et dní od 31.12.1999
Ω = 125.1228− 0.0.0529538083 ∗ d
i = 5.1454
ω = 318.0634 + 0.1643573223 ∗ d
a = 60.2666
e = 0.054900
M = 115.3654 + 13.0649929509 ∗ d
E = eccentricanomaly
x = a ∗ (cos(ea)− e)
y = a ∗

1.0− e2 ∗ sin(E)




geocentricx = r ∗ (cos(Ω) ∗ cos(v + ω)− sin(Ω) ∗ sin(v + ω) ∗ cos(i))
geocentricy = r ∗ (sin(Ω) ∗ cos(v + ω) + cos(Ω) ∗ sin(v + ω) ∗ cos(i))
geocentricz = r ∗ (sin(v + ω) ∗ sin(i))
Výsledkem jsou geocentrické ekliptikální sou°adnice. Vzdálenost r je po£ítána v polom¥rech
Zem¥.
3.4 Hv¥zdy
Hv¥zdy, oproti planetám, nevykonávají keplerovský pohyb, tj. pohyb po elipsách ko-
lem jednoho hmotného t¥lesa. Znamená to také, ºe v konkrétní den jsou kaºdý rok na
stejném míst¥. Lépe °e£eno, odchylka od roku p°edchozího je minimální. Odchylka m·ºe
být zp·sobena nap°íklad rozpínáním vesmíru - hv¥zdy a galaxie se od sebe vzdalují. Pro
výpo£et jejich sou°adnic v £ase se nám bude hodit aktualizovaný katalog hv¥zd, ve kterém
najdeme jejich rovníkové sou°adnice. My budeme vycházet z Hipparcosova katalogu,
který je voln¥ ke staºení. Zjednodu²enou, zkrácenou a dob°e strukturalizovanou podobu ve
formátu JSON nabízí projekt SkyBeautiful [12]. Ten obsahuje více neº 93000 hv¥zd, kde




V po£átcích internetu a webu se stránky staticky servírovaly ze serveru uºivateli. Pozd¥ji
byla uºivateli nabídnuta jakási dynamika v podob¥ skript· na serveru, které sestavovaly
webové stránky a vracely je prohlíºe£i. V roce 1995 prohlíºe£ Netspace Navigator p°i-
²el se zbrusu novým jazykem  JavaScriptem. Tento jazyk m¥l p°ivést do sv¥ta webu
dynamiku na stran¥ klienta. Znamenalo to rychlou odpov¥¤ z formulá°e, na webu mohl
existovat skrytý obsah, který se zobrazil po kliknutí na záloºku, a v·bec dostal internet do
rukou nástroj, jak omezit komunikaci se serverem a u²et°it tak £as s p°ená²ením dat.
JavaScript ve svých po£átcích slouºil p°edev²ím jako nástroj pro drobné úpravy a vy-
lep²ení stránky vygenerované skriptem na serveru. Bylo snadné jej za£ít pouºívat, jelikoº
jeho syntaxe nebyla nikterak obtíºná, skripty byly znovupouºitelné a webem se za£aly ²í-
°it návody jak danou v¥c v JavaScriptu naprogramovat. Nikdo si v²ak tenkrát nedokázal
p°edstavit, ºe by se v n¥m psaly celé webové aplikace a komplikovan¥j²í nástroje typu
textový nebo graﬁcký editor. Internet, jako kaºdý ºivý organismus prochází svou evolucí.
S p°íchodem rychlej²ího p°ipojení, vy²²ího výpo£etního výkonu a lep²í graﬁky se £lov¥k
za£al ptát Pro£ bychom nemohli pouºít JavaScript pro vývoj komplexn¥j²ích aplikací?
První odváºlivci se vrhali do neznámých vod s tím, vytvá°et více a více interaktivn¥j²í
a rychlej²í aplikace. Z po£átku leºela po°ád tém¥° ve²kerá aplika£ní logika na serveru, ale
vyvinul se AJAX (asynchronní JavaScript a XML), který dovoloval uºivateli bez obnovení
stránky poslat dotaz na server a na pozadí získat zp¥t odpov¥¤. Díky nástupu nových
technologií do²lo ke snaze p°esunout co nejv¥t²í £ást aplika£ní logiky ke klientovi. Prohlí-
ºe£e podporující HTML5 umí pracovat s binárními daty, obrazem, zvukem nebo dokonce
geolokací. Vznikají nové verze AJAXu a nové moºnosti, jak komunikovat se serverem 
nap°íklad pomocí technologie Web Sockets, která nabízí oboustrannou komunikaci mezi
serverem a klientem. Za t¥chto podmínek nebrání vývojá°·m webových aplikací nic v tom
spou²t¥t bohaté aplikace p°ímo u uºivatele a nabídnout mu tak komfort rychlé odezvy
a dynamického uºivatelského rozhraní.
Jazyk JavaScript je pom¥rn¥ jednoduché se nau£it, je v²ak obtíºné se jej nau£it dob°e. Je
to z toho d·vodu, ºe s sebou ob£as p°iná²í zvlá²tní chování, nejasnou syntaxi a poz·statky
z dob minulých. To celé je²t¥ umoc¬uje r·znorodá podpora prohlíºe£·. Není to tak, ºe by
JavaScript v prohlíºe£ích chyb¥l, je to spí² r·zná interpretace jeho kódu  jeho pomyslná
Achillova pata. V dne²ní dob¥ v²ak existují knihovny typu jQuery nebo RIA frameworky
jako nap°íklad Dojo. Tyto pomáhají vývojá°i oprostit se od pot°eby testovat a upravovat
sv·j kód pro r·zné prohlíºe£e a krkolomné konstrukce p°evádí na snadno zapamatovatelné
funkce. Oproti jiným jazyk·m má JavaScript jisté nedostatky, které mu mohou bránit
a brání v rozvoji.
• P°íkaz není nutné zakon£it st°edníkem
• Pouºívají se prototypy, ne t°ídy. Objekty je moºné vytvo°it n¥kolika r·znými zp·soby,
které nejsou vºdy úpln¥ správné. Ve výsledku to m·ºe v kódu zp·sobit nestandardní
chování.
• Pro za£áte£níky je velmi snadné ztratit aktuální kontext (this).
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• D¥di£nost je kapitola sama o sob¥.
• Problémy s udrºením závislostí skript· a importu podp·rných knihoven.
• Nízký výkon.
• Jiº zmín¥ný problém s nekompatibilitou v prohlíºe£ích.
• A dal²í...
V d·sledku t¥chto nedostatk· bylo jen otázkou £asu, neº hlavní líd°i v oblasti inter-
netových aplikací p°ijdou s vlastním °e²ením. Spole£nost Google proto v roce 2011 p°i²la
s novým webovým jazykem  Dartem.
Dart není pouze jazyk, ale celé prost°edí nástroj·, které dostane programátor do ru-
kou. Jsou to p°edev²ím standardní knihovny, usnad¬ující práci s HTML, asynchronními
událostmi, matematiku atd. Je to nap°íklad Dart Editor, virtuální stroj nebo kompilátor
Dartu do JavaScriptu  dart2js. Jedná se o jazyk s p°ehlednou a jasnou syntaxí, kterou
známe z C++ nebo Javy.
4.1 Speciﬁka jazyka
Dart je moderní jazyk, který s sebou, jako mnoho jiných, nese speciﬁcké vlastnosti a kon-
strukce. V úvodu je vhodné °íci, ºe v²echno je objekt. Dokonce i £ísla, funkce a null. V²echny
objekty d¥dí ze t°ídy Object. Podobn¥ jako JavaScript, Dart umoº¬uje vytvá°et zano°ené
(nested) funkce a platí pro n¥j podobná pravidla pro vytvá°ení scope. Zde je v²ak velký
rozdíl v p°ehlednosti kódu a není moºné tak snadno ztratit kontext, jako v Javascriptu.
Podle konvence se názvy t°íd pí²í v UpperCamelCase, názvy prom¥nných lowerCamelCase
a názvy knihoven lower_snake_case.
Knihovny a importy pomáhají, oproti JavaScriptu, udrºet si závislosti a importovat
pouze pot°ebné moduly a komponenty. Po staºení instala£ního balí£ku získáte do rukou
SDK se základními knihovnami, jako je práce s html, matematikou nebo asynchronním
voláním. Dal²í knihovny lze snadno získat pomocí balí£kovacího systému PUB (kapitola
4.2). M¥jme soubor mujprojekt.dart, který vypadá takto:
Zdrojový kód 2: Ukázka importu knihoven
// Vytvorime knihovnu mujpro jek t
l i b r a r y mujprojekt ;
// Import knihovny async z SDK Dartu
import ' dart : async ' ;
// Sk r i p t z knihovny Knihovna
import ' package : Knihovna/ s k r i p t . dart ' ;
// cove r t o r . dar t j e ca s t knihovny
part ' package : MujProjekt/ image_convert . dart ' ;
void main ( ) { . . . }
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ekn¥me, ºe skript mujprojekt.dart bude spou²t¥t aplikaci. Pro na²e ú£ely jsme si
napsali p°evodník obrázk· z jednoho formátu do jiného. Tento p°evodník bude v adresá°i
lib/image_convert.dart. Jelikoº se jedná o £ást knihovny mujprojekt, na za£átku souboru
image_convert.dart to musíme °íct.
Zdrojový kód 3: Hlavi£ka £ásti knihovny
part o f mujprojekt
class ImageConvert { . . . }
Nepovinné datové typy jsou jedna z klí£ových vlastností Dartu. Datové typy v Ja-
vaScriptu jako takové neexistují, proto m·ºe být u v¥t²ích projekt· problém udrºet £itelnost
kódu. Dal²í nevýhodou beztypových jazyk· bývá £asto malý výkon z d·vodu náro£n¥j²í
práce s pam¥tí a zji²t¥ní typu. Typovaný kód se dá lépe optimalizovat, coº je jeden z d·-
vodu, pro£ má JavaScript získaný kompilátorem dart2js lep²í výkon. Zajímavé je také, ºe
existuje datový typ num, který zahrnuje jak desetinná, tak celá £ísla. Hodí se jej pouºít
nap°íklad tam, kde neznáme p°edem datový typ £ísla. Naopak, pokud pouºijeme int nebo
double, získáme lep²í výkon.
Jedno°ádkové funkce nám pomáhají s p°ehledností kódu. Pokud máme nap°íklad me-
todu, která vrací n¥jaký jednoduchý matematický výpo£et, m·ºeme zápis zkrátit ze sloºe-
ných závorek a p°íkazu return na => (zdrojový kód 4). S tímto zápisem se £asto setkáme
u lambda funkcí.
Properties jsou funkce, které se z pohledu p°ístupu k objektu tvá°í jako jeho atributy.
Pouºít properties je vhodné, kdyº má nap°íklad objekt typu Ctverec vrátit sv·j obsah
vypo£ítaný z délky strany. V tom p°ípad¥ budeme mít property Ctverec.obsah. V Dartu
ji vytvo°íme p°idáním klí£ového slova get a set k názvu funkce. Property najdeme £asto
ve spojení s jedno°ádkovými funkcemi.
Zdrojový kód 4: Ukázka pouºití properties
class Ctverec {
double s t rana ;
double get obsah => strana ∗ s t rana ;
}
Futures jsou datovým typem, který dává slib ºe v budoucnosti funkce n¥co vrátí. Jedná
se o náhradu callback·, které v JavaScriptu £asto zp·sobovaly nesrozumitelné zano°ení
kódu a p°ispívaly k men²í £itelnosti a ²patné logice.
Streams jsou proudy dat, které programátor naslouchá a snaºí se zachytit. Stream je
nap°íklad HTML událost  kliknutí na element, rolování kole£kem, £i stisk klávesy. tení
ze souboru vrací taktéº Stream.
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Named contructors neboli pojmenované konstruktory. Jedná se vlastn¥ o p°ívlastek
konstruktoru, který mu dá programátor, aby v kódu je²t¥ více speciﬁkoval, jak chová.
M¥jme nap°íklad t°ídu DisplayMessanger, která nám bude udrºovat informaci o tom,
co se vykreslí na obrazovku. P°i vytvo°ení objektu budeme chtít, aby se v²echny atri-
buty nastavily na true. Aby bylo jasné, co konstruktor provede, p°idáme mu p°ívlastek
.enableAll().
Zdrojový kód 5: Pojmenované konstruktory
class DisplayMessanger {
bool showStars , showAzimuths , showAltitudes , showPlanets ;
DisplayMessanger . enab l eA l l ( ) {
showStars = true ;
showAzimuths = true ;
showAlt i tudes = true ;
showPlanets = true ;
}
}
DisplayMessanger dm = new DisplayMessanger . enab l eA l l ( ) ;
Cascade operator souºí k °et¥zení volání metod a atribut· jednoho objektu. Jedná se
o zajímavou vlastnost podporující lep²í £itelnost a srozumitelnost kódu. Zápis se provádí
pomocí dvou te£ek (..) místo jedné, jako p°i b¥ºném volání.
Zdrojový kód 6: Cascade operator
ob jekt . l e hn i ( ) . skoc ( ) ;
ob jekt
. . l e hn i ( ) // metoda se zavo l a na ob j e k t u " o b j e k t "
. . skoc ( ) // metoda se zavo l a na ob j e k t u " o b j e k t "
this v konstruktoru nastavuje inicializa£ní prom¥nné. Nepot°ebujeme v parametrech
konstruktoru p°ijímat data do prom¥nných, a ty p°i°adit aº atribut·m objekt·. Dart toto
p°i°azení usnad¬uje a za pomocí klí£ového slova this v parametru m·ºeme atribut rovnou
nastavit.
Zdrojový kód 7: Pouºití this v konstruktoru
S t e n c i lBu f f e r {
int with , he ight ;
S t e n c i lBu f f e r ( this . width , this . he ight ) {
canvas = new CanvasElement ( width : width , he ight : he ight ) ;
context = canvas . context2D ;




Volitelné parametry m·ºeme rozd¥lit do dvou kategorií. Jsou to pojmenované a ne-
pojmenované volitelné parametry. První z nich jsou identiﬁkovány podle po°adí ve funkci,
druhé podle jména p°i volání. Tato vlastnost je podobná, jako v jazyku Python s tím roz-
dílem, ºe není povoleno pouºít pozi£ní a pojmenované argumenty v jedné sad¥ parametr·.
Zdrojový kód 8: Pouºití volitelných parametr·
void vlozCloveka ( St r ing jmeno , S t r ing pr i jmeni , [ S t r ing poh lav i ] ) { . . . }
v lozCloveka ( " Lad i s l av " , "Smoljak" ) ;
v lozCloveka ( " Lad i s l av " , "Smoljak" , "muz" ) ;
void vlozCloveka ( St r ing jmeno , S t r ing pr i jmeni , { S t r ing poh lav i } ] { . . . }
v lozCloveka ( "Tomas" , "Bata" ) ;
v lozCloveka ( "Tomas" , "Bata" , poh lav i : "muz" ) ;
4.2 Správce softwarových balí£k· pub
pub je systém pro správu balí£k·, knihoven t°etích stran. P°i psaní aplikace v JavaScriptu
programátor £asto narazí na problém se závislostmi. Chce vyuºít jednu knihovnu, která
°e²í konkrétní problém, ale ta vyuºívá n¥kterých vlastností z knihovny jiné. Vývojá° musí
tyto závislosti nalézt a udrºovat. Dal²ím problémem mohou být r·zné verze knihoven,
které nejsou vzájemn¥ kompatibilní. Projekt v Dartu obsahuje soubor pubspec.yaml,
do kterého p°idáme knihovny, které chceme vyuºít. Jedná se o klasický textový soubor
s YAML syntaxí.
Zdrojový kód 9: Ukázka souboru pubsec.yaml
name : SkyMap
author : J i r i Kupka
dependenc ies :
browser : any
i n t l : any
vector_math : 1.4 .2+1
V sekci dependencides vidíme nap°íklad závislost na balí£ku vector_math, který ob-
sahuje t°ídy typu Vector nebo Matrix. Balí£ek vector_math obsahuje taky sv·j vlastní
soubor pubspec.yaml, ve kterém jsou zapsány závislosti pot°ebné pro jeho b¥h. Toto
nám zaru£uje, ºe kdyº spustíme nástroj pub get, rekurzivn¥ se projdou v²echny pubsec
soubory a stáhnou se pot°ebné balí£ky. U kaºdého balí£ku m·ºeme taky ur£it konkrétní
verzi, vyuºít operátor· >,<,= nebo pomocí any °íci, ºe nám je jedno, která verze se
pouºije. Chytrým °e²ením je také, ºe se knihovny stáhnou pouze jednou do speciálního
adresá°e na disku a v²echny projekty, které knihovnu vyuºívají, se na ni odkazují pomocí
symbolického odkazu na souborovém systému.
4.3 Transpiler dart2js
Dart je nový jazyk a jeho nejv¥t²í slabost je ta, ºe nativní podpora v prohlíºe£ích není
ºádná. V jeho instala£ním balí£ku nalezneme prohlíºe£Dartium, coº je vlastn¥ Chromium
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s virtuálním strojem, který umí spustit kód v Dartu. Zakomponování virtuálního stroje do
prohlíºe£e Chrome se chystá v blízké dob¥, otázkou je v²ak, jak na tom budou ostatní
prohlíºe£e. Apple s Microsoftem jsou toho názoru, ºe do svých prohlíºe£· nikdy Dart VM
neimplementují. Jsme v²ak na úplném za£átku jeho existence a moºná v²e dopadne jinak.
Silným argumentem, pro£ Dart do prohlíºe£· implementovat, je výkon. JavaScript naráºí
na ur£ité hranice, jeho výkon se sice mírn¥ zlep²uje, ale v porovnání s Dartem je nízký.
Aby bylo moºné v Dartu psát aplikace i bez pot°eby mít v prohlíºe£i virtuální stroj,
vznikl kompilátor do JavaScriptu  dart2js. Zajímavou vlastností je, ºe si kompilátor m·ºe
oproti programátorovi dovolit ve výsledném kódu provád¥t takové konstrukce, které by
si vývojá° nedovolil. Výsledek je takový, ºe zkompilovaný kód je mnohdy je²t¥ rychlej²í,
neº ten napsaný programátorem v £istém JavaScriptu. Úplný graf výkonu nalezneme na
webových stránkách Dartu. Díky p°eklada£i máme moºnost mít na²i aplikaci napsanou jak
v Dartu, tak v JavaScriptu. Pokud prohlíºe£ nebude mít zabudovaný virtuální stroj, spustí
se klasicky kód v JavaScriptu.
Obrázek 4: Srovnání výkonu v benchmarku DeltaBlue [15]
5 Implementace hv¥zdné mapy
P°ed samotným za£átkem implementace hv¥zdné mapy bylo d·leºité nastudovat základní
výpo£ty a pojmy sférické astronomie. Cht¥l jsem, aby aplikace vykreslovala nejjasn¥j²í
hv¥zdy, planety Slune£ní soustavy, Slunce a M¥síc. Bylo pom¥rn¥ snadné odhadnout, ºe
výpo£et sou°adnic hv¥zd bude jednodu²²í, neº sou°adnic planet a jiných blízkých objekt·.
Problémem v²ak bylo najít ten správný postup. Díky dostupnosti internetu má kaºdý z nás
moºnost dostat se k informacím, které by v minulosti musel sloºit¥ hledat a shán¥t v h·°e
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dohledatelných zdrojích. Je tak mnohem snadn¥j²í získat pot°ebné informace a vyuºít. Po
získání správných algoritm· bylo nutno rozhodnout, jakým zp·sobem se budou objekty
vykreslovat. Byla zde moºnost vyuºít Canvas2D nebo WebGL. WebGL by moºná nabí-
zelo lep²í výkon s podporou hardwarové akcelerace v prohlíºe£i, ale p°ineslo by také v¥t²í
sloºitost samotného zdrojového kódu. Navíc Canvas2D je o n¥co star²í technologie, tudíº
nabízí vy²²í podporu ve star²ích prohlíºe£ích.
Dal²ím otazníkem bylo vyuºití n¥které z jiº dostupných knihoven Dartu pro práci s gra-
ﬁkou a animacemi. Zajímavou knihovnou pro graﬁku a algebru je Vector Math. Najdeme
v ní t°ídy pro práci s vektory a maticemi, coº je vhodné pro reprezentaci sou°adnic a je-
jich transformace. P°emý²lel jsem také nad vyuºitím knihovny StageXL, která obsahuje
funkce a t°ídy pro 2D graﬁku, animaci, zvuk a hry. Samotná knihovna je jakýmsi portem
ActionScriptu z Flashe do prost°edí Dartu a HTML5. Nakonec jsem knihovnu nevyuºil,
jelikoº jako mnoho dal²ích programátora odsti¬uje od základních princip· dané proble-
matiky a obaluje základní výchozí konstrukce svými. Cht¥l jsem si vyzkou²et, jak p°esn¥
fungují herní smy£ky, identiﬁkace objekt·, nebo jak optimalizovat kód a získat tak lep²í
výkon.
Poslední £ástí p°ed samotným za£átkem programování bylo zvolení vhodné architektury
kódu. Jak správn¥ rozd¥lit kód, aby byl znovupouºitelný a dal²í rozvoj byl co nejjednodu²²í.
Jiº dávno jsou pry£ doby, kdy se psal kód sekven£n¥ (imperativn¥), nejlépe do jednoho sou-
boru a bez t°íd. Díky OOP máme k dispozici silné vlastnosti, jako je zapouzd°ení nebo
polymorﬁzmus. I p°esto se dá psát ²pagetový kód, který vzniká absencí pravidel a architek-
tury. Dnes je z°ejm¥ nejvíce známá architektury MVC, která kód logicky rozd¥luje do t°í
vrstev. Tyto vrstvy jsou zam¥nitelné a pomáhají s udrºením kvalitního kódu.
5.1 Model MVC
Pro implementaci samotné aplikace jsem vycházel z návrhového vzoru/softwarové archi-
tektury MVC. Tak jako mnoho aplikací a programátor·, i já jsem si p°izp·sobil model
MVC k obrazu svému, principy v²ak z·staly stejné. Architektura je rozd¥lena na 3 £ásti -
Model, View a Controller.
Model má na starosti ve²kerou aplika£ní logiku a je moºné jej vyjmout a pouºít nezávisle
od View nebo Controlleru. Najdeme zde funkce pro na£tení, zpracování a uloºení dat
získaných z katalog· nebo pomocí výpo£tu.
View má na starosti zobrazení dat uloºených v modelu uºivateli. V konstruktoru je mu
p°edán odkaz na vytvo°ený model. View vytvá°í uºivatelské prost°edí, jehoº základem je
canvas. Existuje zde hlavní funkce redraw(), po jejíº zavolání se získají aktuální data
z modelu a ty se vykreslí do vytvo°eného Canvasu. View jako takové se dá vyjmout a na-
hradit za jiné. Nap°íklad s technologií WebGL by se dalo vytvo°it náhradní view, které by
objekty vykreslovalo do 3D prost°edí.
Controller je nejo²emetn¥j²ím místem aplikace. U controlleru, jak uº to bývá, je t¥ºké
ur£it jeho hranice. Startuje zde samotná aplikace  vytvá°í se instance modelu a view. Já
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jsem si controller zvolil za místo, kde do aplikace vstupují vn¥j²í události. Najdeme zde
proto dva £asova£e, které nezávisle na sob¥ volají funkce pro výpo£et nových sou°adnic
objekt· a jejich vykreslení. Okolním vlivem je i geolokace, která, pokud je to moºné, je
získaná z API prohlíºe£e. Jeho volání rovn¥º najdeme v controlleru. Události vyvolané uºi-
vatelem jsou v aplikaci zachyceny a zpracovány p°ímo ve view, stejn¥ tak jako prezenta£ní
logika.
Obrázek 5: Architektura aplikace, MVC
5.2 HTML5 Canvas
Canvas, neboli plátno je jeden z element·, které se nov¥ vyskytují v HTML5. Do canvasu se
pomocí javascriptu vykresluje bitmapová graﬁka, coº vede k vývoji her a aplikací ve webo-
vém prohlíºe£i. Pokud cht¥l programátor d°íve psát webové hry a aplikace, m¥l pom¥rn¥
omezené moºnosti. Musel si vysta£it pouze s HTML jako takovým a kaºdý graﬁcký prvek
byl vlastn¥ HTML element. Canvas je blokový element, který na stránce vytvo°í plochu pro
vykreslení graﬁky. Tento element má metodu getContext(), pomocí které získáme kontext,
s kterým uº m·ºeme operovat. Jako parametr metody getContext() se vkládá contextId,
coº je vlastn¥ typ kontextu. Prohlíºe£e mohou implementovat r·zné typy kontext· s r·z-
ným API. Dnes jsou nejznám¥j²í kontexty 2d a webgl, p°ípadn¥ experimental-webgl.
V aplikaci pouºívám kontext 2d, který zp°ístup¬uje API pro práci s 2D graﬁkou.
Do získaného kontextu m·ºeme vykreslovat obrázky r·znými zp·soby. Prvním zp·so-
bem je volání jeho kreslících metod. Jsou to metody vykreslující jednoduché tvary (kruh,
£ty°úhelník) nebo k°ivky.
Zdrojový kód 10: Ukázka volání metod HTML5 canvasu
var context = canvas . getContext ( ' 2d ' ) ;
context . beginPath ( ) ; // Zacatek c e s t y
context .moveTo ( ) ; // Presuneme " s t e t e c " na pocatek c e s t y
context . l ineTo (x , y ) ; // Tahneme " s t e t e c " na p o z i c i [ x , y ]
context . c losePath ( ) ; // Uzavreme ces tu
context . s t r oke ( ) ; // Vykres l ime
Tvar vykreslený pomocí kontextu má svou barvu výpln¥ a okraje. Barvu m·ºeme za-
dávat v palet¥ RGB, RGBA jak v hexa podob¥, tak decimální. Navíc, hexa zápis m·ºe být
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i ve zkráceném tvaru. Jedná se tedy o velmi tolerantní zápis podobný CSS. Zadání tlou²´ky
£áry nebo velikosti písma je hodn¥ podobný a op¥t pravd¥podobn¥ inspirovaný CSS.
Zdrojový kód 11: Styl vykreslování do HTML5 canvasu
context . f i l l S t y l e = "#f 0 f " ; // Barva vyp lne bude odted f i a l o v a
context . f i l l S t r o k e = "#f00 " ; // Barva ohran icen i bude cervena
context . f ont = "16px Ar ia l " ; // Pismo bude Ar ia l o v e l i k o s t i 16px
Krom¥ metod pro generování graﬁky m·ºeme do canvasu vloºit i vlastní obrázek, na-
p°íklad z HTML elementu <img> nebo <video>. Takto vloºený obrázek/snímek videa te¤
v canvasu znamená pole RGBA pixel·, které tvo°í samotný obrázek. Programátor m·ºe
tyto pixely získat pomocí metody getImageData() a provést jejich modiﬁkaci, aplikovat
ﬁltr, obecn¥ zpracovat obrazovou informaci. Modiﬁkované data, stejn¥ jako jsme je získali,
m·ºeme do canvasu zp¥t zapsat. A to pomocí metody putImageData(). Tímto se nám
dostává do rukou nástroj pro tvorbu multimediálních aplikací, nebo dokonce webových
aplikací z oblasti zpracování obrazu.
Metody pro práci s bitmapovou graﬁkou nejsou jediné, které Canvas API nabízí. Na-
jdeme zde je²t¥ funkce a prom¥nné nastavující jeho chování, jako nap°íklad atribut imageSmo-
othingEnabled, kterým m·ºeme zakázat/povolit anti-aliasing, globalAlpha upravující
pr·hlednost a dal²í.
Context 2D je prost°edí, ve kterém jsou obrazová data uloºena. Toto prost°edí je tvo-
°eno objekty uloºenými v síti [x,y] a transforma£ní maticí. Matice je ve výchozím stavu
jednotková, takºe kde vloºíte objekt, tam jej najdete. Matici si v²ak m·ºete upravit po-
mocí metod scale(), translate(), transform() a dal²ích. D·leºité jsou také funkce save()
a restore(). Pomocí první z jmenovaných uloºíte stávající transforma£ní matici do pam¥ti.
V tomto okamºiku m·ºete provést transformace s vykreslenými objekty a následn¥ pomocí
metody restore() matici navrátit do p·vodního stavu.
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5.3 Stereograﬁcké promítání
Získané sou°adnice objekt· musíme uºivateli n¥jakým zp·sobem zobrazit. Nabízí se n¥kolik
moºných °e²ení. V nejjednodu²²ím p°ípad¥ bychom mohli uºivateli horizontální sou°adnice
zobrazit do dvou kruh· reprezentujících horní polokouli (sm¥rem k zenitu) a dolní polo-
kouli (sm¥rem k nadiru). Toto °e²ení v²ak moc nevyhovuje interaktivní aplikaci a lidskému
vnímání prostoru. Máme proto sadu mapových projekcí, pomocí kterých m·ºeme sou°ad-
nice lépe zakreslovat. R·zné typy projekcí se hodí pro r·zné ú£ely. Jednoduché projekce
m·ºeme rozd¥lit na azimutální, kde se sou°adnice zobrazují p°ímo na rovinu, kuºelová,
které zobrazují na povrch kuºele a válcová zobrazující sou°adnice na povrch válce. Ta-
kový objekt se poté rozvine do roviny a získá se mapa. Nej£ast¥ji se pouºívá azimutální
projekce, která se dále d¥lí podle toho, odkud se promítá. Máme gnómickou projekci,
která promítá ze st°edu objektu (v na²em p°ípad¥ Zem¥), stereograﬁckou projekci, pro-
mítající z prot¥j²ího pólu a ortograﬁckou (obr. 6), která promítá vodorovnými paprsky
z nekone£na.
Nejvhodn¥j²í se mi zdálo pouºití stereograﬁcké projekce [14], která je známá jiº
dlouhou dobu a pravd¥podobn¥ poprvé vze²la z hlavy jiº zmín¥ného Hipparchose. Stere-
ograﬁcká projekce je pouºita nap°íklad v astrolabu nebo v ciferníku praºského orloje.
Zajímavou vlastností tohoto zobrazení je, ºe zachovává úhly. Da°í se tak pomocí ní jedno-
du²e provád¥t astronomické výpo£ty.
Promítací rovina
Stereograﬁcká projekce Gnómická projekce Rovnoběžná projekce





1 + sin(φ1) sin(φ)− sin(φ1) cos(φ) cos(λ− λ0)
x = k cos(φ) sin(λ− λ0)
y = k [cos(φ1) sin(φ)− sin(φ1) cos(φ) cos(λ− λ0)]
kde:
R ... polom¥r sféry
φ ... ²í°ka t¥lesa
φ1 ... ²í°ka st°edu
λ ... vý²ka t¥lesa
λ0 ... vý²ka st°edu
Obrázek 7: Stereograﬁcká projekce
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5.4 Identiﬁkace objekt·
Jedna z vlastností aplikace je ta, ºe po kliknutí na vykreslený objekt se uºivateli o n¥m
zobrazí informace, jako jsou jeho koordináty nebo, v p°ípad¥ hv¥zd, jejich magnituda. Ne-
výhoda canvasu je ta, ºe objekty do n¥j vykreslené nemají ºádný identiﬁkátor. V p°ípad¥
HTML m·ºeme prakticky kaºdý vykreslený element identiﬁkovat v jeho stromové struk-
tu°e, v p°ípad¥ canvasu to v²ak neplatí. Canvas je pouze plátno, do kterého se vykreslují
jen obrazová data  informace o barv¥ ur£itého pixelu. Pokud chceme identiﬁkovat objekt,
který leºí na ur£ité pozici, musíme si ukládat informaci o tom, ºe práv¥ na této pozici
jsme ho vykreslili. V aplikaci jsou v²echny objekty, které se vykreslují, uloºené v seznamu.
V tomto p°ípad¥ m·ºeme jako jedine£ný identiﬁkátor objektu vyuºít jeho pozici v poli.
P°ístup k takovémuto objektu bude mít sloºitost O(N). V tomto okamºiku umíme na
základ¥ indexu získat objekt, který reprezentuje vykreslené t¥leso. Nyní je²t¥ musíme za-
ru£it, abychom po kliknutí na obrazovku tento index získali. Nejjednodu²²í °e²ení, které
jsem nejd°íve aplikoval je to, ºe jsem si vytvo°il dvourozm¥rné pole o velikosti obrazovky,
do kterého jsem p°i vykreslování objektu na pozici [x,y] vloºil do index· [y][x] jeho index.
Takový kód vypadal zhruba takto:
Zdrojový kód 12: Ukázka triviálního stencil buﬀeru
int index = 0 ;
bu f f e r . c l e a r ( ) ;
ob j e c t s . forEach ( ( Ce l e s t i a lOb j e c t o ) {
// Vykre s l en i o b j e k t u do canvasu
bu f f e r [ y ] [ x ] = index++;
} ) ;
V tomto p°ípad¥ by se mohlo zdát, ºe je v²echno v po°ádku, bohuºel je zde n¥kolik
nedostatk·. Tento kód jednak nebere v úvahu velikost objektu a jeho tvar, ale pouze bod
reprezentující jeho st°ed. Dal²í nevýhodou je mazání, které nemusí být efektivní. Kaºdý vy-
kreslený objekt má tvar kruhu s polom¥rem n¥kolik pixel·. Kruh tvo°í mnoºina pixel· a my
pot°ebujeme, aby uºivatel, pokud klikne kdekoli v rámci jeho plochy, bez v¥t²ího mí°ení,
o n¥m získal informace. Takto musíme obalit buﬀer do objektu, který bude index zapisovat
nejen do st°edu objektu, ale p°es celý jeho polom¥r. Tady naráºíme na neefektivitu zápisu
do pole. tení je rychlé, ale zápis ve spojení s mazáním velmi pomalý. V reálném £ase, kdy
pot°ebujeme mít plynulé uºivatelské rozhraní, toto není moºné ud¥lat. P°i °e²ení tohoto
problému jsem se inspiroval v OpenGL. V OpenGL existuje stencil buﬀer, coº je pam¥´,
do které se na pozici vykresleného pixelu uloºí £íselná hodnota. V projektu tuto pam¥´
simuluji sekundárním canvasem, do kterého objekt je²t¥ jednou vykreslím. Podstata tkví
v tom, ºe barva tohoto objektu je vlastn¥ jeho zakódovaný index. V projektu p°edpoklá-
dám, ºe budu pracovat s mén¥, neº 65 536 (2562) objekty a barvu budu ukládat do RGB.
Místo, kde není ºádný objekt je bílé (má RGB(255,255,255)). Místo, kde leºí n¥jaký objekt
má svou barvu uloºenou následovn¥:
RGB = (255,INDEX~/255,INDEX\%255)
kde operátor / je celo£íselné d¥lení.
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Jelikoº v tomto p°ípad¥ pracuji p°ímo s optimalizovanými funkcemi canvasu, jako jsou
metody arc() pro vykreslení kruhu do plátna nebo ﬁllRect() pro vymazání celého plátna
p°i obnov¥, získám vysoký výkon. O n¥co pomalej²í je získání t¥chto dat zp¥t, protoºe se
obrázek musí p°evést na pole byt· a dopo£ítat index v poli z kliknutého místa. Vzhledem
k tomu, ºe uºivatel chce získat informace °ádov¥ mén¥ £ast¥ji, neº pot°ebuje tyto informace
zapsat, je tento zp·sob uloºení velmi výhodný.
Obrázek 8: Mapa hv¥zdné oblohy z pohledu uºivatele
Obrázek 9: ID objekt· zakódované do RGB
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5.5 P°ehled knihoven aplikace
• skymap_app.dart controller. Obsahuje hlavní t°ídu SkyMapApp.
• skymap_model.dart model aplikace. Obsahuje doménovou logiku a práci s dato-
vými zdroji.
• skymap_view.dart obsahuje view t°ídu vykreslující data z modelu.
• widgets.dart obsahuje sadu komponent/p°ídavných modul· pro view. View vy-
tvá°í instance komponent a v kaºdé iteraci cyklu zobrazení volá na widgetu metodu
redraw(), £ímº informuje widget, ºe pokud vykresluje data z modelu, m·ºe je p°e-
kreslit.
• graphics.dart obsahuje t°ídy pro práci s graﬁkou. Nap°íklad implementaci stencil
buﬀeru.
• objects.dart je jednou z nejd·leºit¥j²ích £ástí. Obsahuje t°ídy reprezentující nebeské
objekty.
• geo.dart obsahuje t°ídu p°ená²ející informaci o pozici pozorovatele.
• astro_functions.dart se skládá ze sady funkcí pro jednoduché astronomické a geo-
metrické výpo£ty. P°evod mezi sou°adnicovými systémy nebo získání sklonu rota£ní
osy. Najdeme zde taky astronomické konstanty, jako je délka sv¥telného roku nebo
astronomické jednotky.
• datetime.dart obsahuje t°ídy pro práci s £asem. Hlavní t°ídou zde je JulianDate.
• settings.dart obsahuje nastavení konstant pro b¥h aplikace. Najdeme zde cesty
k obrázk·m planet nebo nastavení výchozí zem¥pisné ²í°ky a vý²ky pozorovatele.
• dictionary.dart se skládá ze slovníku, odkud aplikace £erpá popisné texty pro uºi-
vatele.
5.6 P°ehled t°íd aplikace
• SkyMapApp existuje práv¥ jedna instance této t°ídy. Zavoláním metody run() se
spustí výpo£et sou°adnic a zobrazování objekt·. T°ída obsahuje odkazy na model
a view.
• SkyMapModel model obsahující doménovou logiku a p°ístup ke zdroj·m aplikace.
V systému by m¥la existovat práv¥ jedna instance, kterou udrºuje t°ída SkyMapApp.
Instance modelu je p°edána pomocí controlleru t°íd¥ SkyMapView. Obsahuje metodu
compute(), která provede výpo£et aktuálních sou°adnic objekt·.
• SkyMapView view vykreslující objekty do canvasu. Udrºuje odkaz na model a £erpá
z n¥j data pro vykreslení objekt·. V systému by m¥la existovat práv¥ jedna instance
této t°ídy vytvo°ená controllerem. T°ída obsahuje metodu redraw() p°ekreslující
canvas.
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• DisplayMessanger pomocná p°epravka udrºující £ást stavových informací prezen-
ta£ní logiky.
• ControlWidget abstraktní t°ída, ze které d¥dí v²echny widgety. Obsahuje metodu
redraw() volanou ze t°ídy SkyMapView.
• PositionControlWidget widget pro nastavení pozice pozorovatele uºivatelem.
• TimeControlWidget widget pro nastavení pozorovaného £asu uºivatelem.
• DisplayControlWidget widget umoº¬ující uºivateli zvolit, které prvky hv¥zdné
oblohy se mu budou zobrazovat.
• ObjectInfoControlWidget widget zobrazující okno s podrobnými informacemi
o poloze objektu po kliknutí na n¥j.
• FinderWidget umoº¬uje vyhledat objekt pomocí jeho názvu.
• CelestialObject abstraktní t°ída, ze které d¥dí v²echny dal²í t°ídy prezentující
vesmírné objekty. Obsahuje metody a atributy, které musí v²ichni potomci implemen-
tovat. Je to nap°íklad získání horizontálních sou°adnic nebo identiﬁkátoru objektu.
D·leºitá je zde metoda compute(), která se volá z modelu a po£ítá nové sou°adnice
daného objektu.
• Planet t°ída reprezentující planetu Slune£ní soustavy. V metod¥ compute() se ak-
tuální sou°adnice po£ítají pomocí teorie VSOP87.
• Star t°ída reprezentuje hv¥zdu. V metod¥ compute() se aktuální sou°adnice po£ítají
pomocí rovníkových sou°adnic II. druhu.
• Sun t°ída reprezentující Slunce. V metod¥ compute() se aktuální pozice po£ítá
pomocí konkrétního algoritmu (kapitola 3.2).
• Moon t°ída reprezentující M¥síc. V metod¥ compute() se aktuální pozice po£ítá
pomocí konkrétního algoritmu (kapitola 3.3).
• StencilBuﬀer je implementací jednoduchého stencil buﬀeru udrºujícího identiﬁkátor
objektu zakódovaného pomocí RGB v HTML5 canvasu (kapitola 5.4). Metoda set()
p°ijímá jako parametry sou°adnice [x,y], kde se objekt nachází a jeho id. ID objektu
m·ºeme získat zp¥t pomocí metody get()
• RadialBuﬀer t°ída dekoruje t°ídu StencilBuﬀer a umoº¬uje uloºit do buﬀeru sou-
°adnice ve tvaru [x,y,polom¥r].
• GeoPositionMessanger t°ída p°ená²ející informaci o geograﬁckých sou°adnicích
pozorovatele.
• JulianDate je t°ídou reprezentující juliánské datum a práci s £asem. Obsahuje p°e-
dev²ím metody pro p°evod mezi systémy po£ítání £asu.
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6 Výkon aplikace
P°i vývoji jsem se setkal s mnoha faktory zpomalující b¥h aplikace. Ty jsem se snaºil co
nejvíce eliminovat. Zde je vý£et t¥ch nejpodstatn¥j²ích.
• Nejvíce problematickým místem je vykreslování graﬁckých prvk· do canvasu. Pro
vykreslení hv¥zd jsem nejd°íve pouºíval generátor gradientu p°ímo v canvasu. Tento
postup byl funk£ní, ale díky svému nízkému výkonu nepouºitelný. Generátor jsem na-
konec nahradil p°edgenerovanými statickými obrázky. Výkon aplikace tímto razantn¥
stoupl.
• Není pot°eba vykreslovat objekty, které se zobrazují mimo canvas. Objekty jdou
vykreslit i za hranice rozm¥r· canvasu, uºivatel je v²ak nevidí. Toto po£ítání zbyte£n¥
zvy²uje po£et operací nad canvasem bez viditelných výsledk·. P°i zji²t¥ní, ºe by se
objekt vykreslil mimo canvas, se nevykreslí.
• Canvas dovoluje vykreslit objekt na sou°adnice udané desetinnou £árkou. Pomocí
anti-aliasingu se potom snaºí vyhladit hrany. Je dobré sou°adnice udávat v celých
£íslech.
• Operace nad canvasem je dobré provád¥t hromadn¥. Pokud nap°íklad pot°ebujeme
vykreslit sadu linek, navrhneme algoritmus tak, aby se vytvo°ili nejlépe jedním tahem
• Je vhodné si p°edgenerovat graﬁcké prvky, které se na plátn¥ nem¥ní. Pokud máme
scénu, do které se jednou vykreslí sada objekt· a po celý pr·b¥h aplikace scéna
z·stane stejná, uloºíme si ji do png obrázku nebo sekundárního canvasu. Je zbyte£né
objekty vykreslovat v kaºdé dal²í iteraci znovu.
• Pro vy²²í výkon je d·leºité vyhnout se zbyte£nému p°epínání stavu/vlastností can-
vasu. Pokud pot°ebujeme vykreslit sadu objekt· n¥kolika barev, vyplatí se nejd°íve
vykreslit v²echny objekty jedné barvy, poté v²echny objekty dal²í barvy a tak dále.
• requestAnimationFrame je nová funkcionalita javascriptového API. Jako parametr
p°ijímá funkci vykreslující objekty do canvasu a chyt°e vykreslování °ídí podle po-
t°eby a dostupných prost°edk·. Pro vykreslovací smy£ku bychom mohli pouºít funkci
setInterval(), ta v²ak ne°e²í kontext prohlíºe£e. Provádí se stále, i kdyº okno s aplikací
není aktivní a nestará se o to, co se na obrazovce zm¥nilo a co z·stalo stejné.
• V Dartu, pokud p°edem známe datový typ £ísla, je vhodné pouºít p°ímo konkrétní
typ, neº obecný typ num. U²et°í se £as zji²´ováním typu a p°etypováním.
• Je dobré vyhnout se zbyte£ným operacím, voláním a p°etypováním.
6.1 Srovnání výkonu aplikace
Zajímavou £ástí práce je ﬁnální srovnání výkonu aplikace, tj. kódu napsaného v Dartu
a jeho zkompilovanou variantou. Propastné rozdíly ve výkonu byly také mezi prohlíºe£i, ve
kterých se aplikace spou²t¥la.
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Testy byly spu²t¥ny na stroji Intel Pentium i3 2.67Ghz, 4 GB RAM, Ubuntu Linux
13.04. Testovanými prohlíºe£i byly Google Chrome 33.0.1750.152, Dartium 32.0.1700.58
a Firefox 26.0.
Aplikace je spu²t¥na ve dvou na sob¥ nezávislých smy£kách. Jedna smy£ka se stará o vý-
po£et sou°adnic objekt·, druhá o jejich vykreslení. Nebyl proto problém otestovat výkon
kaºdé z t¥chto komponent nezávisle. Jeden test se vºdy skládal z 1000 iterací smy£ky a vý-
stupem bylo pole s £asem výpo£tu v milisekundách. Z n¥j jsem získal medián a aritmetický
pr·m¥r.
6.1.1 Výkon doménové vrstvy






Tabulka 1: Dart, Dartium






Tabulka 2: JavaScript, Google Chrome






Tabulka 3: JavaScript, Firefox
P°ekvapivým výsledkem tohoto testu bylo, ºe zkompilovaný kód v JavaScriptu byl v Chrome
rychlej²í, neº kód v Dartu a Dartiu. Jedním z d·vod· m·ºe být star²í verze Dartia oproti
Google Chrome. p°ípadn¥ je²t¥ ne moc optimalizované komponenty jazyka nebo virtuál-
ního stroje. Výsledek je v²ak i p°esto velmi slu²ný a výpo£et sou°adnic p°ibliºn¥ 1500
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objekt· netrval ve více neº polovin¥ p°ípad· del²í dobu neº 1 ms. H·° na tom dopadl
Firefox s výpo£etním £asem p°ibliºn¥ 3 ms.
6.1.2 Výkon prezenta£ní vrstvy






Tabulka 4: Dart, Dartium, 1366x768






Tabulka 5: Dart, Dartium, 1920x1080






Tabulka 6: JavaScript, Google Chrome, 1366x768






Tabulka 7: JavaScript, Google Chrome, 1920x1080
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Tabulka 8: JavaScript, Firefox, 1366x768






Tabulka 9: JavaScript, Firefox, 1900x1080
Oproti doménové vrstv¥ je kód prezenta£ní vrstvy v Dartu rychlej²í, neº kód v zkompilo-
vaném JavaScriptu. Jde zde také vid¥t, ºe výkon canvasu je nep°ímo úm¥rný jeho velikosti.
V¥t²í okno znamená niº²í výkon p°i vykreslování. B¥h v Chrome/Dartiu je plynulý s p°i-
bliºn¥ 25-30 FPS; problémem je v²ak prohlíºe£ Firefox, ve kterém se v extrémních p°ípadech
p°i velkém rozli²ení dostáváme na n¥jakých 11-12 snímk· za sekundu. P°i niº²ím rozli²ení
v nejhor²ím p°ípad¥ na 13-14.
V kaºdé iteraci dochází k úplnému p°ekreslení canvasu. Abychom získali vy²²í výkon
a lep²í hodnotu FPS, mohli bychom aplikovat n¥které techniky pro jeho vylep²ení, jako
je p°ekreslení pouze ur£ité £ásti canvasu (té, která se od posledního vykreslení zm¥nila)




7.1 Moºný budoucí rozvoj
Z vý²e popsané architektury aplikace je moºné odhadnout, ºe není problém vyuºít model
s výpo£ty a pouºít jej v jiném projektu, p°ípadn¥ zam¥nit stávající view za jiné. Pokud
bychom z·stali u 2D podoby aplikace, dala by se vyuºít vý²e zmín¥ná knihovna StageXL.
Ta se pravideln¥ aktualizuje a jak se vyvíjí Dart, vyvíjí se i tento balí£ek. Pracují na n¥m
lidi, kte°í se zajímají o po£íta£ovou graﬁku a vývoj her. Znamená to mimo jiné, ºe bude
optimalizovaná a její nasazení bude znamenat lep²í výkon aplikace.
Dal²í z moºností je vyuºití 3D graﬁky ve webovém prohlíºe£i  WebGL. S £ím dál
lep²í podporou v prohlíºe£ích a hardwarovou akcelerací by se pomocí WebGL dosáhlo
kvalitn¥j²ího vzhledu aplikace. Planety by mohly být 3D koulemi s namapovanou texturou
a uºivatel by si mohl planetou rotovat, zobrazovat v¥t²í detaily a pohybovat se kamerou
prostorem. Inspirací pro vývoj by mohla být aplikace Stellarium nebo velmi zda°ilý webový
projekt 100,000 Stars napsaný za pomocí JavaScriptu, knihovny three.js a WebGL.
Co se tý£e modelu a výpo£tu sou°adnic objekt·, bylo by vhodné optimalizovat samotný
výpo£et a zárove¬ zvý²it p°esnost vypo£tených sou°adnic. N¥které objekty mají v závislosti
na £ase odchylku okolo 7", coº je pom¥rn¥ velký rozdíl oproti skute£né pozici. V n¥kterých
p°ípadech by ²ly nahradit stávající algoritmy za jiné, p°esn¥j²í; v jiných by bylo pot°eba
zahrnout dal²í vlivy p·sobící na t¥lesa, jako je precese, nutace a perturbace.
7.2 Záv¥r
Výsledkem této bakalá°ské práce je funk£ní mapa hv¥zdné oblohy pro webové prohlíºe£e.
Aplikace, díky své architektu°e, je p°ipravena pro dal²í rozvoj, kterým m·ºe být nová
prezenta£ní vrstva nebo vylep²ená vrstva doménová.
Práce byla realizována v jazyku Dart, který se osv¥d£il pro vývoj v¥t²ích webových apli-
kací. Výsledkem bylo také zhodnocení jeho výkonu v porovnání se zkompilovanou variantou
v jazyce JavaScript.
Realizace byla p°ínosná hned v n¥kolika ohledech. V¥°ím totiº, ºe jazyk Dart má ve sv¥t¥
internetu své místo a budoucnost. Seznámil jsem se tudíº s technologií, ve které bych rád
dál vyvíjel a zdokonaloval se. Bylo také zajímavé °e²it problémy související s po£íta£ovou
graﬁkou  a´ uº to bylo promítání, identiﬁkace objekt· nebo snaha o lep²í výkon aplikace.
V neposlední °ad¥ jsem se dozv¥d¥l uºite£né informace o základech sférické astronomie.
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