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Due to the autonomous nature of spacecraft, on-board devices feature relatively complex functionality in their 
software, including interface(s) that provide telecommands and telemetry. Once in space, the devices are physically 
inaccessible and even a small defect can cause a major failure from which recovery is impossible. To prevent defects 
with such consequences, the development of on-board software for space applications requires a substantial 
investment in quality and additional manual work results in increased cost. Therefore, it is necessary to consider 
opportunities that reduce manual work while minimizing the impact in quality. 
This paper presents the particular solution adopted for the GNSSaS mission (developed by the NSSTC) and 
generalizes it to propose a framework for the development of on-board software for small satellites. It evaluates 
different software components involved in a mission and attempts to identify all opportunities to use data modelling 
and automated code generation to support the development, validation and operations of software for both space and 
ground segments. The proposed opportunities are described in detail and their impacts are discussed in terms of quality 
and cost. As in previous works, the code generation from interface data models were explored and additional 
opportunities were implemented as well. As it is shown in the GNSSaS satellite, it is possible to develop feature rich, 
complex and flexible software in-time, in-quality and in-budget with a relatively small team. 
INTRODUCTION 
The GNSSaS satellite [4] is a 6U CubeSat currently under 
development by the National Space, Science and 
Technology Center (NSSTC) of the United Arab 
Emirates University (UAEU) and is planned to be 
launched before the end of 2021. In this mission, code 
automation and software mass production techniques 
were applied in the development of the Command and 
Data Handling System (CDHS) and software for the 
Ground Segment. Both of these were developed in-
house. 
This satellite includes several devices with data handling 
capabilities and with which the CDHS needs to interact. 
Most of these devices have a packet encapsulation of the 
type CubeSat Space Protocol (CSP)[5], one payload has 
Packet Utilization Standard (PUS)[1] and another payload 
does not have any standard packet encapsulation type. 
For the purpose of developing and testing the CDHS 
software, a simulator of the whole spacecraft was 
developed, it is composed by 14 simulators, each 
simulates a different equipment of the spacecraft. The 
simulators are not intended to simulate all the details of 
each equipment, rather they are limited to the extent that 
is required to meet the needs of the CDHS testing. The 
simulated functionalities include: handling of 
commands, production of Housekeeping (HK) telemetry 
and mechanisms to generate failures. 
The CDHS software provides services aligned with the 
PUS and also commands/acquires HK from the different 
devices of the satellite and implements system level 
functionality such as Fault Detection, Isolation and 
Recovery (FDIR). The provided services include tailored 
versions of the selected PUS services listed in Table 1. 
Table 1: CDHS Services 
PUS ID Title 
ST03 Housekeeping 
ST05 Event Reporting 
ST08 Function Management 
ST11 Time-based schedule 
ST12 On-Board Monitoring 
ST14 Real-Time Forward Control 
ST17 Test 
ST19 Event-Action 
ST20 Parameter Management 
ST21 Request Sequencing 
ST22 Position-Based Scheduling 
In the subsequent sections, we briefly introduce the ideas 
behind code generation from data models and the 
concept of Software Production Line (SPL) followed by 
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the actual extent of the techniques used to develop, 
validate and operate the CDHS software in the GNSSaS 
mission. 
INTERFACE GENERATION 
Of all the opportunities to use code generation in the 
development of space systems, generating code for the 
telecommand and telemetry interfaces is probably the 
most evident. For example, a device that is compliant 
with the PUS typically handles at least a few dozens of 
packets[3]. Although varied functionality is associated 
with different packets, there are aspects of packet 
handling that are common to all packets: (1) when 
sending a packet, it is necessary to  encode the data i.e. 
to serialize the parameters values into the array of bytes 
that is  transmitted, (2) when receiving a packet, it is 
necessary to decode the data i.e. deserialize the array of 
bytes received into variables and (3) verify the validity 
of the value of each parameter against the packet 
specification i.e. range checking. The need to use 
specific functions to encode and decode packets comes 
from two facts: (1) different computers interacting can 
have different endianness (Figure 1), (2) the format of 
the packets may vary depending on values transmitted 
within the packets, otherwise, a memory copy operation 
would be applicable to encode and decode all types of 
packets. In addition, an Interface Control Document 
(ICD) is produced, it contains the detailed specification 
of the packets. 
 
Figure 1: Generated source code to decode a 
parameter of a packet with endianness conversion. 
As the production of this code, progresses, it becomes 
obvious to the programmers that the code to 
encode/decode each packet and verify the parameters 
values is very similar for all the packets and therefore, it 
makes sense to generate it instead of writing the code 
manually for each packet. However, to enable this, an 
additional input is needed: a machine-readable data 
model of the packet specification that can be used as 
input to the tools that generate the code. 
Once this is in place (e.g. Figure 3), it becomes possible 
to generate a number of elements used in the satellite 
software development, validation and operation: (1) 
packet encoders/decoders (including parameter range 
checking) for both on-board systems, ground systems 
and simulators, (2) Human Machine Interface (HMI) 
components for the ground station and validation tools, 
(3) packet comparators for the validation framework i.e. 
functions that compare  received packets with expected 
packets by the test scripts and (4) documentation 
elements for the ICD. Note that the programming 
languages used in all these components may be different.  
Figure 2 identifies the items which code can be 
automated with an interface data model and the 
associated data flows. 
 
Figure 2 - Interface Generation 
ABSTRACT DATA MODELS 
With a software development framework that features 
code generation to support interfaces, the integration or 
production of new software components involves data 
modelling activities i.e. the packets that the component 
needs to handle are modelled in a data model that is 
abstract from the programming language and computer 
platform. It is important to carefully choose the 
modelling tools and languages because the data models 
will be the input to generate a large amount of code that 
in turn, will be used in different mission components, on-
board and on the ground, therefore, any caveat, defect or 
inconvenience may have lasting effects in the different 
elements of the mission. Overall, the requirements for 
the Abstract Data Model are: (1) data integrity needs to 
be considered, ideally inherently supported by the 
chosen modelling language and tools, (2) support the 
generation of documentation and code for (3) different 
programming languages and  for (4) different computer 
platforms, (5) elements of HMIs can also be generated 
and (6) the data model must be usable by different 
organizations that may need to integrate the software 
being developed. 
Electronic Data Sheets (EDS)[6] is a recommended 
standard by the Consultative Committee for Space Data 
Systems (CSSDS) to formally specify interfaces of a 
device in a machine readable format. EDS relies on the 
Extensible Markup Language (XML) to provide an 
unambiguous and verifiable specification of the interface 
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XML is widely supported and when used with XML 
Schema Definition (XSD), it ensures a degree of data 
integrity. Numerous tools exist to validate XML data 
against the XSD and also to assist the user to edit XML 
files and guide him to choose and insert only data that is 
compatible with the XSD – this feature avoids the need 
to develop user-friendly tools specific to edit the 
configuration of the software. The existing XML tools 
for guided editing are deemed enough.  
 
Figure 3: Example of packet specification in XML  
Although EDS would be enough to support the 
generation of code and documentation associated with 
the format of the packets, it does not provide the 
possibility to specify the configuration of the CDHS to 
the extent needed. For this reason, it was decided to use 
a bespoke XML format for both packets and 
configuration. 
SOFTWARE CONFIGURATION GENERATION 
As with most software, space systems software are also 
configurable. Even simple systems [10] feature a dozen or 
so of user configurable parameters. In the particular case 
of the CDHS, in addition to its own configuration 
parameters, there are several hundreds of elements of 
data acquired from the different devices of the 
spacecraft. Typically, these parameters are configurable, 
have associated configurable monitors and are included 
in configurable HK reports. All this configuration needs 
to be set when the software boots.  
 
Figure 4: Configuration Generation 
Due to its sheer size, the main advantages of generating 
this configuration are evident: (1) saves time (2) 
decreases defects caused by human error (3) the software 
configuration has a single point of truth that is used as 
input to user, ground and space segments and (4) the 
same data model can be used to generate hard-coded 
configuration (e.g. initialization code) and configuration 
files for different systems: on-board, ground, validation 
framework and also documentation.  
SOFTWARE PRODUTION LINE 
Jonathan et al. [7] argues that the software portability and 
adaptability across hardware platforms has been minimal 
and there is good lack of standard interfaces across 
applications. This lack of reusability of software 
components and absence of layered architectures is one 
of the main drivers of the cost of software development 
for space systems. Jonathan et al.  [7]  proposed a solution 
to this problem as a software architecture called, core 
Flight Software System (cFS), which supports run-time 
plug and play paradigm, layered abstraction where each 
lower layer hides the complexity and provides an 
interface for the higher layer and a messaging layer 
which helps in integration of the software components. 
This approach introduces code reusability and facilitates 
porting of code to different hardware but does not 
address the problem of code development in space 
systems which are similar in terms of structure and 
function. For example, if a mission has multiple 
components (such as a service) which have the same 
design pattern then there is scope of further abstraction 
and automation for the code development but with this 
standard interface alone, the code still needs to be 
developed separately for each software component. 
Although, every software component being unique in 
terms of software requirements, there is a certain degree 
of similarity within the different components of the space 
software along with common standard functionality. 
These commonalities can be utilized to develop a design 
pattern which can be further utilized for software mass 
production. Mei et al. [8] emphasized that if there are a 
set of reusable requirements, software development 
process should be planned as SPL and there will be 
improvements in the software quality. They proposed a 
feature-oriented approach towards SPL based on 
commonality and variation of the components.  
In space software development process, a reusable 
software framework such as cFS, provides effective 
reusability of the developed space software by 
supporting the capability to port it to different types of 
hardware configurations. Along with this, during the 
development of space software, the idea of abstracting 
the commonality to generate code as much as possible 
for various components not only drives the cost down, 
but also helps maintain uniformity and quality. In our 
activities we embrace the idea of code development 
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SPACE SEGMENT 
Command and Data Handling System (CDHS) 
From a high-level perspective, different software 
components of the CDHS software have similar structure 
and their code was automatically generated each time a 
new component was created. At the time of writing, the 
CDHS software handles 156 different packets, features 
17 services (tailored and aligned with PUS) and 16 
Equipment Controllers (EC). In both cases the ECs and 
services were generated based on a fixed design pattern 
featuring different objects and functionality. To fully 
utilize the power of this idea, Code Generation (CG) is 
used to generate the skeleton along with common 
functional code. In fact, the degree of similarities 
between different software components (of the same 
type) allowed to automatically generate a substantial part 
of each software component structure and control flow. 
This enabled to establish the production of these 
components as an SPL where, in a substantial number of 
cases, the bulk of the component is automatically 
generated and the specific requirements of each 
component are treated as mere customizations. There are 
three added benefits of this approach: (1) it introduces 
certain degree of uniformity among the software 
components, contributing to the ease of code 
development and maintainability; (2) generated code is 
written by algorithms, which means that defects 
introduced by human error are practically non-existent 
and (3) the tasks to produce each software component are 
also consistent and similar for each component, which 
means that the management of these activities is easier 
to estimate and plan. In effect, an SPL was established 
where it was noticeable that the productivity increased as 
developers became more familiar with the component 
structure and to the production and validation activities. 
Along with these techniques, the code related with the 
handling of telecommands and generation of telemetries 
and most of the code related with the decoding of data 
from the different satellite equipment is automatically 
generated. 
Figure 5 shows the software components in terms of 
code generation and the data models used as input along 
with the associated data flows. Excluding Board Support 
Package (BSP), input/output (IO) drivers and other 
reused code, all the other software components were 
produced in-house. Among these, the lines of code that 
were automatically generated amount to 45.3% of the 
total number of lines of code.  
 
 
Figure 5: Space Segment 
Validation Framework 
A framework that supports the execution of test scripts 
enables automatic regression testing. This is a major 
advantage as it is possible to assess the software quality 
in a timely and seamless manner. 
 
 
Figure 6: Validation Framework 
As mentioned, the data model of the interface allows the 
generation of (1) the encoders and the decoders that the 
test scripts use to send telecommands and receive 
telemetry, (2) the printers that show the contents of 
packets in human readable format and (3) the 
comparators that compare the contents of received 
packets with the expected ones by the test script. 
With regards to the satellite simulator, it became evident 
that the 14 equipment simulators were similar, the same 
commonality approach used in the space segment 
development was applied. Among equipment with the 
same packet encapsulation and from the same supplier 
(e.g. with similar interfaces and mechanisms), it was 
possible to produce a new simulator in less than a day. 








































































Gil 5 [35th] Annual 
  Small Satellite Conference 
code to provide the data acquisition interface in the 
simulator to the CDHS was also generated, as well as its 
counterparts in the CDHS software and configuration 
elements of the ground station that allow to store each 
element of the HK data. 
Figure 6 shows how code templates and data models 
were used to generate code for the validation framework 
and the data flows associated with the interfaces. 
GROUND SEGMENT 
The ground segment consists of a gamut of software 
tools to store and visualize data and to command the on-
board devices. There is a degree of commonality 
between various ground software components. 
Specifically, most of the ground commands have a 
unique packet id, sequence number, parameter list etc. 
which needs to be serialized. This functional 
commonality can be utilized to automate the code 
generation for the ground segment software such that 
whenever a new functionality is added to a service, the 
corresponding ground segment functionality, including 
the HMI is automatically generated from the 
corresponding data model. To further automate the data 
model driven code generation, the code of the software 
that decodes telemetry data and inserts its elements in the 
database is also automated along with the generation of 
the database schema itself. 
Command and Data Handling (CDHS) Client 
The CDHS client offers a set of commands which can be 
used to generate commands to instruct the CDHS 
software on-board to execute specific actions such as 
generate HK reports, enable/disable services, change 
mode/status, get or set values of on-board software 
variables, execute on-board sequences, configure the 
CDHS, etc.  
Whenever a new functionality is added to the CDHS 
software, there might be a need to add a telecommand 
that instructs the CDHS to exercise this new 
functionality. In our CDHS, the corresponding ground 
segment HMI elements to interact with the user, encode 
new telecommands and visualize new telemetries are 
generated from the data model. This relieves the burden 
of manual code development for the ground segment for 
each new functionality that is added. Further, the 
generated code has uniformity and compliance with 
standards without added effort. 
Services Client 
Certain services might require specific user interaction 
which might not be generic enough to be handled in a 
user-friendly manner by the CDHS client. In such 
scenario, data model driven code generation for the 
service specific CDHS configuration can be 
implemented such that whenever the CDHS 
configuration changes, the corresponding HMI elements 
are updated automatically by the code generation. In our 
ground segment implementation, the auto-generation of 
clients for various services such as HK service, 
Operation Sequences service etc. has been implemented. 
For instance, this allows the user to abstract himself from 
the different CDHS services to rather interact with the 
CDHS in an integrated manner that integrates different 
services without the user being aware of the details. For 
example, the FDIR client allows the user to configure 
different aspects of FDIR loops which internally 
involves 4 different CDHS services. 
Ground Database  
The received telemetry needs to be decoded and its data 
inserted into the database that is used for visualization 
and further analysis. Whenever a new telemetry is added 
or its format is changed, the corresponding code to insert 
the different data elements of the telemetry in the ground 
database is auto-generated along with the regeneration of 
the database schema in our ground segment software. 
This not only supports fast integration, but also relieves 
the developer from developing patch code whenever a 
new telemetry is added or changed. 
Visualization of telemetry 
The code generation for the visualization of the decoded 
telemetry as a graph, pie-chart or table is based on the 
automated query generation engine. In our ground 
segment software, the database acts as data-source for 
the visualization tool. Whenever new data elements are 
added or changed, the query corresponding to retrieve 
the data is auto-generated for visualization.  
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DOCUMENT GENERATION 
The relationship between developed code and the 
documentation is that of an utmost importance for further 
development, maintenance, and integration with other 
systems. Spinellis[9] noted that self-documenting code is 
principally sound but comments should be the last resort 
for documenting code. Following the observation of 
commonality in the code, the same can be concluded 
about the documentation of code as well. Spinellis[9] 
suggested that automated builds for documentation 
ensures that the documentation is up to date and 
consistent.  A large chunk of structured documentation 
can be generated from the code itself.  
These ideas were applied to the test scripts. We 
implemented document generation that automatically 
generates a human readable test plan based on the code 
implemented in the test scripts. In our project, for the 
purpose of assessing the extent of the tests and decide if 
the validation activities are or not, a reliable means to 
conclude about the readiness of the software, it was 
necessary to provide a detailed test plan to stake holders. 
There are tools like Doxygen, DocX, Confluence etc. 
that automate documentation generation but they are not 
flexible enough to be configured to generate document 
in a specific format suitable for a test plan and a 
significant effort would have to be put in documenting 
each function whereas the same information can be 
effortlessly extracted from the code of the test script 
itself. Spinellis[9] suggested that completeness and 
consistency are the most important attributes for a 
successful documentation. In our document generation, 
we have ensured consistency and completeness by 
automating it such that the document is generated based 
on the current test script implementation. 
CONCLUSION 
In the course of this project, a number of opportunities to 
automate document and code generation for both ground 
and space segment were identified. These opportunities 
were applied in the GNSSaS CubeSat, especially in the 
development, validation and operation of the CDHS 
software which is developed to be generic and modular 
enough to be used in current and future United Arab 
Emirate missions, especially in larger spacecraft and 
different types of space vehicles such as deep space 
missions and rovers. At the time of writing, this project 
is not yet complete but it is evident that most of these 
objectives are already achieved and this CDHS software 
has already been selected to be used in two other future 
missions. 
Although the benefit of the selected code generation 
options is difficult to objectively measure and compare, 
we believe that without them, it would have not been 
possible to produce in two years a service based CDHS 
with all the listed features (Table 1) and on-par with what 
is used in countries with space programs established long 
time ago. All this, in a context where engineers with 
decades long of space industry experience are very 
difficult to find. With this respect, code automation, was 
an enabler.  
The choice of using interface data modelling for 
automated code generation enabled us to promptly 
integrate new avionics units, add new commands, 
telemetries and implement changes. Similarly, the power 
of Software Production Lines enabled us to efficiently 
produce new software components. Once in place, the 
quality of the new components is high, they have few 
defects, their design is consistent and they are easy to 
maintain. 
The overall software development framework efficiently 
utilizes the idea of data model driven document and code 
generation which supports and accelerates vertical and 
horizontal integration of space software and the 
corresponding ground segment software. We expect that 
during the operation of the satellite, we will be able to 
accommodate, support change requests and help the 
mission to adapt to any unforeseen circumstance. 
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