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Resumen 
 
La tecnología háptica es aquella que a través de la retroalimentación táctil y 
por medio de sistemas electrónicos le permite al usuario percibir ciertas 
características en los objetos como los son el peso, forma, textura o vibración 
entre otras. 
 
La ausencia de un control para manejar la estación de robot FESTO que 
contiene un brazo robótico de cinco grados de libertad y una pinza, hace de la 
interfaz háptica Novint Falcon un excelente dispositivo para realizar esta tarea.  
 
El sistema como tal se pudo llevar a cabo gracias a un programa hecho en 
C++ que corre en la computadora y que se encarga de controlar la interfaz 
háptica, y por medio de la comunicación serial RS-232 puede intercambiar 
información con el brazo robótico cuyo lenguaje de programación es el Melfa Basic 
IV y que a través del software CIROS de la empresa FESTO permitió tener un 
ambiente de prueba y así simular los movimientos que realiza el brazo. 
 
Se realizó el análisis de cinemática directa del brazo robótico con el fin de 
obtener la posición y orientación de la pinza de acuerdo a un sistema de referencia 
colocado en la base del mismo. Para esto se empleo el algoritmo de           
Denavit-Hartenberg. 
 
Finalmente se logro accionar  los cinco grados de libertad del brazo por 
medio de una interfaz háptica de tres, además se permitió abrir y cerrar la pinza 
del brazo de manera que se retroalimente una sensación de fuerza al mover algún 
objeto con la misma.  
 
Palabras claves: Interfaz háptica, SDK, C++, brazo robótico, grados de 
libertad, FESTO, CIROS, Melfa Basic IV, RS-232, cinemática directa, matriz de 
transformación, Denavit-Hartenberg.  
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Summary 
 
Haptic technology is one that through tactile feedback and by electronic 
systems allows the user to perceive certain features on objects as are the weight, 
shape, texture or vibration among others. 
 
The absence of a control to handle the robot FESTO station containing a 
robotic arm of five degrees of freedom and a gripper, makes the Novint Falcon 
haptic interface an excellent device to do this task. 
 
The system could be implemented thanks to a program made in C++ running 
on the computer and is responsible for controlling the haptic interface and through 
serial communication RS-232 can exchange information with the robotic arm 
whose language programming is the Melfa Basic IV and with FESTO’S software 
called CIROS allowed have a test environment and simulate the robotic arm 
movements. 
 
The forward kinematics analysis was developed for a robotic arm with the aim 
to get the position and orientation of the gripper according to a reference system 
placed at the base of the robot. To do this the Denavit-Hartenberg algorithm was 
used. 
 
Finally, was achieved handle the five degrees of freedom of the arm using a 
haptic interface of three and also was allowed open and close the robot’s gripper 
so as to feed back a sense of strength at the moment to move an object with it. 
 
Keywords: Haptic Interface, SDK, C++, robotic arm, degrees of freedom, 
FESTO, CIROS, Melfa Basic, RS-232, forward kinematics, transformation matrix, 
Denavit-Hartenberg. 
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Capítulo 1:    Introducción 
 
El presente documento tiene como fin explicar el desarrollo y las etapas que 
hicieron posible implementar el proyecto llamado “Sistema teleoperado de un 
brazo robótico Mitsubishi RV-2AJ por medio de una Interfaz Háptica con 
retroalimentación de fuerza”. 
 
1.1 Entorno del proyecto 
 
La escuela de Ingeniera en Electrónica del Instituto Tecnológico de Costa 
Rica, a través de un adecuado balance teórico-práctico imparte cursos en los 
siguientes campos de aplicación:  
 Sistemas digitales. 
 Comunicaciones eléctricas. 
 Electrónica de potencia. 
 Control automático. 
 Telemática. [1] 
 
El Laboratorio de Investigación en Robótica y Automatización (LIRA) de la 
Escuela, es liderado por la Ing. Arys Carrasquilla Batista y cuenta con proyectos 
académicos que repercuten directamente en  el desarrollo  del perfil de formación 
de  los estudiantes, para que estos puedan optar por el grado de licenciatura en 
Ingeniería Electrónica. Como parte de esos proyectos, el LIRA posee una interfaz 
Háptica capaz de moverse en 3 dimensiones (3D) y una estación de robot con 
cinco grados de libertad (5GD). 
 
La tecnología háptica es aquella que a través de la retroalimentación táctil y 
por medio de sistemas electrónicos, le permite al usuario percibir ciertas 
características en los objetos como los son el peso, forma, textura o vibración 
entre otras. Actualmente la tecnología háptica se aplica en una variedad de 
campos tales como: 
  2 
 La teleoperación, que consiste en manejar un dispositivo electrónico de 
forma remota, como por ejemplo pilotear un avión de manera que se le 
permita al operador percibir la fuerza de resistencia al mover la palanca de 
mando.  
 En las tecnologías móviles, por ejemplo la vibración. 
 En la medicina para simular ambientes para el entrenamiento de cirujanos y 
simulación de cirugías con retroalimentación de fuerzas. 
 En la robótica que permite el diseño de robots con la capacidad del tacto,  
que puedan sentir la presión al sujetar algún objeto con su mano.  
 En los videos juegos, como por ejemplo los controles que vibran en 
respuesta a diversas situaciones que ocurren durante el mismo. 
 
La empresa Tecnologías Novint Inc, es pionera en la tecnología 3D táctil en 
el área de la informática. A partir de esto nace The Novint Falcon que es el primer 
dispositivo de juego en su clase capaz de permitir y experimentar en 3D la realidad 
y fuerza en juegos especializados al tacto [2]. 
 
  La compañía FESTO es una empresa líder mundial en soluciones para la 
formación profesional y orientada a la industria, especializada en la automatización 
de fábricas y procesos. Está empresa ha desarrollado una estación de robot 
(calidad industrial), con las siguientes características [3]: 
 Posee 5 grados de libertad. 
 Retira piezas de un receptáculo. 
 Deposita las piezas en el retenedor de montaje. 
 Distingue las piezas por su color (negra/no negra). 
 Pasa las piezas a la estación siguiente. 
 
1.2 Aspectos generales del problema 
 
 Como se mencionó anteriormente, una interfaz háptica es aquella que es 
capaz de darle a conocer al ser humano ciertas características como textura, peso 
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y forma a través de un dispositivo electrónico. En este caso, se cuenta con la 
unidad del fabricante de Novint, llamada Novint Falcon, que se puede ver en la 
figura 3.16. 
 
A pesar de que el Falcon es un dispositivo hecho para juegos de 
computadora, posee la cualidad de que su fabricante brinda a los usuarios o 
compradores un SDK (software development kit), además brinda importante 
documentación (materiales impresos, información en línea y documentación 
electrónica), así como también código fuente y código objeto, para que el 
programador pueda realizar modificaciones y adaptarlas a las necesidades de la 
aplicación requerida.  
 
El Robot a operar es el RV-2AJ y se puede ver en la figura 3.4. Tiene un 
controlador CR1-571 (ver figura 3.5) que es el cerebro del brazo y que se encarga 
de enviar las señales de control a los codificadores de los servomotores para 
garantizar fiabilidad en los movimientos.  
 
1.3 Requerimientos del proyecto 
 
En este proyecto se desea que al maniobrar la interfaz háptica el brazo 
robótico responda al desplazamiento aplicado a la misma. El accionar de la 
estación se logra a través del robot angular de brazo articulado vertical, que posee 
cinco ejes que le permiten moverse en 3D.  
 
Dado que el robot posee una pinza, también se quiere que al sujetar algún 
objeto con ésta se experimente una fuerza de retroalimentación que la haga más 
difícil de accionar, simulando de esta forma la carga que el robot esté moviendo. 
 
Es de estas ideas que nace la interrogante del proyecto: ¿Es posible operar 
un brazo robótico por medio de una interfaz háptica y retroalimentar fuerza? 
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Esta pregunta marcó el inicio del proyecto, en el cual para su realización se 
necesitó investigar temas relacionados con programación, automatización, 
mecatrónica, teleoperación y robótica entre otros. 
 
1.4 Solución seleccionada 
 
El problema a resolver se separó en tres etapas, las cuales son las 
siguientes y en la figura 1.1 se ve un diagrama de bloques de la solución 
seleccionada: 
 Programación de la interfaz háptica. 
 Programación de la estación de robot. 
 Acoplar el brazo robótico con la interfaz háptica. 
PC
Estación de 
Robot
(Festo)
Interfaz 
Háptica
(Novint Falcon)
Etapa 1 Etapa 2
Etapa 3
 
Figura 1.1. Diagrama de bloques de la solución.  
  
Es importante destacar algunos aspectos que la solución como tal debe 
incluir: 
 Retroalimentar fuerza. 
 Comunicación serial entre la PC y el controlador del brazo robótico. 
 Usar los 5 GD del brazo a pesar de que la interfaz solo posea 3 GD. 
 Abrir y cerrar la pinza del brazo por medio de la interfaz. 
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Capítulo 2:    Meta y objetivos 
 
En este capítulo se presentan la meta y los objetivos que se desean alcanzar 
con la realización de este proyecto, cuyo cumplimiento será evaluado al final del 
mismo. 
 
2.1 Meta 
 
Programar y acoplar una interfaz háptica para interactuar con un brazo 
robótico capaz de moverse en 3D y retroalimentar la fuerza que el robot aplica 
para maniobrar un cuerpo. 
 
2.2 Objetivo general 
 
Controlar un robot por medio de una interfaz háptica para percibir la 
retroalimentación de la fuerza que emplea el brazo en mover un objeto en 3D. 
 
2.3 Objetivos Específicos 
 
 Programar las rutinas necesarias para la comunicación de la interfaz 
háptica a través de la computadora con la estación de robot Festo. 
 
 Desarrollar las rutinas de programación para retroalimentar la fuerza que 
implica mover un objeto con el brazo robótico, a través de la activación del 
manubrio  de la interfaz háptica. 
 
 Programar el CPU de la estación de robot, de manera que éste se pueda 
mover en 3D a través de tres de sus cinco ejes, a partir de la información 
recibida por el puerto serial y enviar información a la PC para retroalimentar 
fuerza en la interfaz. 
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Capítulo 3:    Marco teórico 
 
El presente capitulo tiene como fin explicar las áreas que abarca y en que se 
fundamenta el proyecto. Entre los aspectos a mencionar se encuentran 
características técnicas del equipo, del software y conceptos entre otras cosas.  
 
3.1 Robótica 
 
La robótica es la ciencia y la tecnología de los robots, abarca desde el 
diseño, manufactura y aplicaciones de los robots. La robótica combina diversas 
disciplinas como son: la mecánica, la electrónica, la informática, la inteligencia 
artificial y la ingeniería de control. [23] 
 
“A lo largo de la historia el hombre se ha sentido fascinado por máquinas y 
dispositivos capaces de imitar las funciones y los movimientos de los seres vivos. 
Los primeros mecanismos (los griegos le llamaban autómatos, de ahí la palabra 
autómata que significa máquina que imita la figura y movimientos de un ser 
animado) se movían a través de dispositivos hidráulicos, poleas y palancas; dichos 
mecanismo tenían fines meramente lúdicos”. [22] 
 
La palabra robot tiene su origen en la palabra eslava robota que se refiere al 
trabajo realizado de manera forzada. Por otro lado, en 1954, George Devol diseñó 
el primer robot programable. La evolución de los robots industriales desde sus 
inicios ha sido vertiginosa. Con el paso del tiempo y las investigaciones se ha 
logrado que los robots tomen posición en casi todas las áreas productivas y tipos 
de industria. En pequeñas y grandes fábricas, los robots pueden sustituir al 
hombre en aquellas tareas repetitivas y hostiles. Con el avance de la tecnología se 
apunta a aumentar la movilidad, destreza y autonomía de las decisiones de los 
robots. Gran cantidad de los robots se utilizan en aplicaciones industriales como 
ensamblado, soldadura, alimentación de máquinas herramientas, no obstante 
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existen otro tipo de aplicaciones que han provocado un cambio en la concepción y 
morfología de los robots. Algunas de esas aplicaciones no industriales son: [22] 
 Robots espaciales: Brazos para lanzamientos y recuperación de satélites,  
vehículos de exploración lunar y robots para construcción y mantenimientos 
de hardware en el espacio. 
 Robots para aplicaciones submarinas y subterráneas: Exploración 
submarina, instalación y mantenimiento de cables telefónicos submarinos, 
limpieza e inspección de tuberías y drenajes subterráneos. 
 Robots militares: Desactivación de bombas. 
 Aplicaciones médicas: Prótesis robotizas y ayudas a pacientes 
discapacitados.   
 Aplicaciones agrícolas: Sembrada y recogida de cosechas. 
 
Los robots se pueden clasificar de manera general, en los siguientes tipos: 
[24] 
 Humanoides: Se busca la apariencia humana, trata de imitar su 
comportamiento, por ejemplo: ASIMO (ver figura 3.1 a), AIBO.  
 Móviles: Se montan sobre una plataforma móvil. 
 Industriales: Manipulador diseñado para mover materiales, herramientas, 
por ejemplo: SCARA, PUMA, STAÜBLI (ver figura 3.1 b.), RV-2AJ. 
 Inteligentes: Capaces trabajar en entornos no estructurados y con eventos 
impredecibles. Utiliza sensores para conocer el entorno (capacidad de 
aprendizaje). 
 Servicios: Trabajan con total o parcial autonomía para desarrollar servicios 
útiles (limpieza). 
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a)    b)  
Figura 3.1  Robot ASIMO de Honda [28] y brazo robótico Stäubli [27]. 
 
En el presente proyecto se trabaja con un robot industrial. Según la AFNOR 
(Asociación Francesa de Normalización), el robot industrial se define como: 
“manipulador automático servo-controlado, reprogramable,  capaz de posicionar y 
orientar piezas, útiles o dispositivos especiales, siguiendo trayectoria variables 
reprogramables, para la ejecución de tareas variadas. Normalmente tiene la forma 
de uno o varios brazos terminados en una muñeca. Su unidad de control incluye 
un dispositivo de memoria y ocasionalmente de percepción del entorno. 
Normalmente su uso es el de realizar una tarea de manera cíclica”. [21] 
 
 En el caso de los robots industriales, una manera de clasificarlos es la que 
hace la AFRI (Asociación Francesa de Robótica industrial) en la que distingue 
cuatro tipos. [22] 
 Tipo A: Manipulador con control manual o telemando. 
 Tipo B: Manipulador automático con ciclos preajustados, regulación 
mediante fines de carrera o topes, control por PLC, accionamiento 
neumático, eléctrico o hidráulico. 
 Tipo C: Robot programable con trayectoria continua o punto  a punto. 
Carece de conocimiento de su entorno.   
  9 
 Tipo D: Robot capas de adquirir datos de su entorno, readaptando su tarea 
en función de éstos. 
 
3.2 Cinemática del Robot [22] 
 
La cinemática del robot estudia el movimiento del mismo con respecto a un 
sistema de referencia. Se interesa por la descripción analítica del movimiento 
espacial del robot como una función del tiempo y en particular por las relaciones 
entre la posición y la orientación del extremo final del robot con los valores que 
toman sus coordenadas articulares.  
 
En la cinemática del robot existen dos problemas fundamentales (ver figura 
3.2). El primero es la cinemática directa que consiste en determinar cuál es la 
posición y orientación del extremo final del robot y el segundo es la cinemática 
inversa que resuelve la configuración que debe de adoptar el robot para una 
posición y orientación del extremo conocidas. 
Valor de las 
coordenadas 
articulares
(q1, q2,…. qn)
Posición y 
orientación del 
extremo del robot 
(x, y, z, α, β, γ)
Cinemática directa
Cinemática inversa
 
Figura 3.2  Relación entre cinemática directa e inversa.  
 
En 1955 Denavit y Hartenberg propusieron un método sistemático para 
describir y representar la geometría espacial de los elementos de una cadena 
cinemática (de un robot)  con respecto a un sistema de referencia fijo. Este 
método utiliza una matriz de transformación homogénea para describir la relación 
espacial entre dos elementos rígidos adyacentes, reduciendo el problema 
cinemática directo a encontrar una matriz de transformación homogénea 4x4 que 
relacione la localización espacial del extremo del robot, con respecto a un sistema 
de coordenadas en su base. Esta matriz será en función de las coordenadas 
articulares. 
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Para definir qué es una matriz de transformación homogénea es importante 
indicar que la representación mediante coordenadas homogéneas de la 
localización de sólidos en un espacio n-dimensional se realiza a través de 
coordenadas de un espacio (n+1)-dimensional. Es decir, un espacio n-dimensional 
se encuentra representado en coordenadas homogéneas por (n+1) dimensiones, 
de tal forma que un vector p(x, y, z) vendrá representado por p(wx, wy, wz, w), 
donde w tiene un valor arbitrario y representa un factor de escala, por ejemplo: El 
vector 2i +3j + 4k se puede representar en coordenadas homogéneas como [4, 6, 
8, 2]T. Ahora, la matriz de transformación homogénea T es una matriz de 4x4 que 
sirve para transformar un vector expresado en coordenadas homogéneas con 
respecto a un sistema O’UVW, a su expresión en las coordenadas del sistema de 
referencia OXYZ. También se puede utilizar para girar y rotar un vector referido a 
un sistema de referencia fijo, y en definitiva sirve para expresar la orientación y 
posición de un sistema de referencia O’UVW con respecto a otro fijo OXYZ. 
 
La matriz T de transformación se suele escribir de la siguiente forma y más 
adelante se explica cómo se interpreta:  
 
         (1) 
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3.3 Estación de robot Festo 
 
El brazo robótico Mitsubishi a utilizar en este proyecto viene incorporado en 
una mesa de trabajo que cuenta con otros accesorios (sensores, entradas y 
salidas digitales) que en este proyecto no se van a emplear,  es por esto que no se 
mencionan, no obstante la estación de robot adquirida por el LIRA se puede ver en 
la figura 3.3. 
 
Figura 3.3  Estación de robot del proyecto. [3]  
 
3.3.1 Brazo robótico Mitsubishi RV-2AJ 
 
El brazo robótico RV-2AJ de Mitsubishi se puede ver en la figura 3.4. Se trata 
de un robot angular de brazo articulado vertical con 5 GD que se utiliza para el 
transporte de piezas. El diseño del RV-2AJ lo hace ideal para aplicaciones donde 
no sobra el espacio y con movimiento de cargas de hasta 2 Kg de peso. Este robot 
tiene un alcance de 410mm, y combina una velocidad máxima de 2,100mm/s con 
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una precisión de ±0.02mm. Los servomotores de corriente alterna, unidos a 
codificadores de posición absolutos, garantizan fiabilidad y bajo mantenimiento. 
Estos codificadores permiten apagar el robot en cualquier momento y que al 
conectar de nuevo la alimentación, el robot podrá continuar trabajando desde la 
posición actual. El brazo tiene integradas en su interior una serie de conductos 
que permiten la conexión de pinzas y ventosas neumáticas. También tiene 
integrado un conector para cuatro sensores, y la posibilidad de utilizar pinzas de 
accionamiento eléctrico. En la tabla 3.1 se puede ver un resumen de las 
características del brazo robótico. 
 
Figura 3.4  Robot Mitusbishi RV-2AJ.  
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Tabla 3.1  Características del brazo robótico RV-2AJ de Mitsubishi. 
Grados de libertad 5 
Motores Servomotores AC (Ejes J1, J3 y J5 con freno) 
Detección de posición Codificadores absolutos 
Máxima Carga (kg) 2 
Longitud del brazo (mm) 250 
Alcance radial máximo (mm) 410 
  J1 ± 150 
  J2 180 (-60 a +120) 
Limite  J3 230 (-110 a +120) 
(grados) J4 - 
  J5 ± 90 
  J6 ± 200 
  J1 180 
Velocidad J2 90 
máxima J3 135 
(grados/s) J4 - 
  J5 180 
  J6 210 
Velocidad máxima (mm/s) 2100 
Repetitividad (mm) ±0,02 
Peso (kg) 17 
Instalación Suelo, techo o base FESTO 
Controlador del robot CR1-571 
 
Este brazo cuenta con un controlador  CR1-571 que se puede ver en la figura 
3.5. Este controlador es el cerebro del robot y es donde radica el sistema de 
control del Robot. El CR1-571 se basa en la misma arquitectura que utilizan los 
robots de mayores dimensiones de la marca, trabajando con las mismas 
posibilidades y lo más importante, el mismo lenguaje de programación. El corazón 
del controlador del robot es un CPU - RISC de 64 bits que permite la ejecución en 
paralelo de hasta 32 programas en modo multitarea. Un aspecto muy importante 
es el puerto RS-232 que se utiliza para descargar los programas hechos en la 
computadora y también se utiliza para comunicar el robot con dispositivos 
externos. Cabe destacar que por medio de un adaptador se puede comunicar el 
robot mediante red Ethernet (Protocolo TCP/IP), o bien con una red CC-Link de 
Mitsubishi que permite el intercambio rápido de datos, sobre todo entre el robot y 
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un PLC. Otro punto importante del controlador es que permite almacenar los 
programas en memoria, de esta forma se pueden guardar 88 programas de 5000 
líneas cada uno y también se puede guardar 2500 posiciones. En la tabla 3.2 se 
puede ver un resumen de las características del controlador. 
 
Figura 3.5  Controlador CR1-571.  
 
Tabla 3.2  Características del controlador CR1-571. 
Número de ejes controlables 6 
Tipo de procesador CPU principal: 64 bit RISC 
Capacidad de # Posiciones  2500 
memoria # Programas 88 de 5000 líneas máximo cada uno 
Lenguaje de programación MELFA-BASIC IV ó MOVEMASTER COMMAND6 
Entradas/salidas 16/16, pero se puede ampliar a 240/240 
Parada de emergencia 1 
Conexión RS-232 1 para conexión a PC 
Conexión RS-422 1 para Teaching Box 
Interfaces de extensión 3 
Pinza 4/0 (con opciones: 4/4) 
Tensión de  Monofásica 90–132 V AC; 50/60 Hz; 0,7 kVA 
alimentación Monofásica 180–253 V AC; 50/60 Hz; 0,7 kVA 
Temperatura ambiente 0 hasta 40 °C 
Humedad ambiente 45–85%sin condensación 
Montaje En el suelo 
Dimensiones (212 x 166 x 290)mm 
Peso 8 kg 
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Adicionalmente el brazo cuenta con una botonera que se puede ver en la 
figura 3.6. Cuenta con un display LC con 4 líneas x16 dígitos (con iluminación de 
fondo), se conecta al controlador via RS-422.  La botonera o TeachBox se utiliza 
para determinar y grabar posiciones del brazo del robot para ayudar en la 
programación, desde borrar un programa o hacerlo nuevo y modificar uno 
existente. También permite mover manualmente cada articulación del brazo, abrir 
y cerrar las pinzas entre otras cosas por lo que realmente representa una gran 
herramienta para la persona que esté programando u operando el robot. 
 
 
Figura 3.6  T/B botonera o TeachBox (R28TB). 
 
3.3.2 Melfa Basic IV 
 
Melfa Basic IV fue el lenguaje que se utilizó para la elaboración del programa 
que corre en el controlador para este proyecto, no obstante el CR1-571 también 
soporta el lenguaje Movemaster Command. El potente lenguaje de programación 
MELFA-BASIC IV sirve para controlar los robots y está basado en el lenguaje 
BASIC estándar. Este lenguaje de programación permite la creación de programas 
altamente complejos y además no sólo controla secuencias sencillas de 
movimientos, sino que ejecuta por sí mismo cálculos de extrema complejidad sin 
tener que estar conectado a una PC. Esto es posible gracias a una extensa 
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biblioteca de funciones, entre las que se cuentan también las funciones 
trigonométricas. 
También, como cualquier otro lenguaje de programación, Melfa Basic IV 
permite hacer ciclos, condiciones, interrupciones, declarar variable de varios tipos, 
por ejemplo: de posición, de articulación, variables para hacer operaciones 
aritméticas o bien para manejar una cadena de caracteres.  
 
3.3.3 CIROS 
 
CIROS es un sistema general de simulación en 3D hecho en Alemania. Su 
flexibilidad lo hace idóneo para una gran variedad de áreas de  aplicación además 
de poseer una gran variedad de opciones de equipamiento. Existen varias 
versiones de CIROS: CIROS® Robotics, CIROS® Mechatronics, CIROS® 
Production y CIROS® Studio entre otros. En el presento proyecto, se utilizo 
CIROS® Studio el cual representa una herramienta profesional para mediante una 
interfaz amigable (ver figura 3.7) llevar a cabo el modelado, la programación y la 
simulación de un entorno industrial. Algunas de sus características son:  
 Posee todos los entornos de aprendizaje de mecatrónica, robótica y 
automatización industrial en una misma plataforma. 
 Nueva interface de usuario orientada a la manipulación para tareas y 
proyectos con un nuevo asistente didáctico  en línea. 
 Bibliotecas con sistemas de robots industriales y numerosos componentes 
de automatización. 
 Soporta los lenguajes Movemaster Command y Melfa Basic IV para los 
robots Mitsubishi. 
 Interfaz de gran alcance para el control del robot de Mitsubishi a través de 
Ethernet TCP/IP o el puerto serie. 
 Permite descargar los programas y archivos, visualizar en línea los datos 
del sistema del robot,  
 Ejecución y depuración del programa línea por línea. 
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 Simulación en 3D en tiempo real: incluye simulación de transporte, de las 
conexiones de la tubería y las cadenas de la energía. 
 Detección de colisiones a través del cambio de color o mensajes de 
advertencia con y sin acuse de recibo 
 Simulación del sensor: desde el sensor inductivo para la cámara, casi todos 
los sensores y sus propiedades físicas pueden ser simuladas. De esta 
manera es posible analizar la interacción realista con el equipo periférico. 
 Cliente OPC con el menú de configuración para la comunicación con 
cualquier servidor OPC. 
 
Figura 3.7  Ambiente de trabajo del software CIROS Studio. 
 
Los requerimientos que debe de tener la PC en la que se va a instalar CIROS 
son los siguientes: 
 Procesador de 1.0 GHz, aunque el recomendado es de 2.2 GHz. 
 Sistema operativo: Windows XP Service Pack 2 ó Windows Vista. 
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 Memoria RAM de 512 MB, aunque se recomienda 2 GB. 
 5 GB de espacio en el disco duro, aunque se recomienda 20 GB. 
 Windows XP o Vista, Microsoft Internet Explorer Versión 5.0 o superior. 
 Tarjeta de video NVIDIA de 128MB, aunque se recomienda 7800GTX, 512 
MB o superior. 
 Monitor de 17” con una resolución de 1024 x 768 pixeles, aunque se 
recomienda uno de 19" con resolución de 1280 x 1024 píxeles. 
 Un puerto USB para la llave (dongle) del software CIROS que hace de 
licencia. 
 Unidad de DVD-ROM. 
 1 puerto serie. 
  Adobe Acrobat Reader versión 6.0 o superior 
 
3.4 Teleoperación y telerobótica 
 
De acuerdo a tesis realizadas en diferentes universidades [5], [6], [7] y según 
Barrientos [22] “las investigaciones en torno a la telemanipulación de objetos nació 
en los laboratorios de la industria nuclear, esto por el alto riesgo que representa 
estar en contacto directo con los elementos radioactivos. En 1948 Raymond 
Goertz del Argonne National Laboratory desarrollo el primer telemanipulador que 
consistía en dispositivo mecánico maestro-esclavo. El manipulador maestro 
situado en la parte segura, era movido directamente por el operador, mientras que 
el esclavo estaba en contacto con los elementos radiactivos y unido 
mecánicamente al maestro, reproducía fielmente los movimientos de este. El 
operador sentía a través del dispositivo maestro, las fuerzas que el esclavo ejercía 
sobre el entorno. En 1954 Goertz empleó la tecnología electrónica y del 
servocontrol sustituyendo la transmisión mecánica por otra eléctrica y 
desarrollando así el primer telemanipulador con servocontrol bilateral. Cabe 
destacar que los progenitores más directos de los robots fueron los 
telemanipuladores (ver figura 3.8). 
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Figura 3.8  Sistema de telemanipulación bilateral. [22] 
 
De ahí en adelante la tecnología ha ido evolucionando. En los sesenta se 
extendieron las investigaciones hasta el campo de aplicaciones submarinas 
(inclusión de cámaras y dispositivos para aumentar la telepresencia del operador). 
En los setenta, la tecnología de la teleoperación alcanzó su mayoría de edad con 
su utilización en aplicaciones espaciales. Hoy en día la teleoperación ha mejorado 
tecnológicamente gracias a los avances desarrollos en la informática y la robótica. 
[5] 
 
La intervención del operador humano es imprescindible en un gran número 
de las aplicaciones de la robótica, especialmente en entornos no estructurados y 
dinámicos donde los problemas de percepción y planificación automática son muy 
complejos. En ocasiones, el operador se encuentra separado físicamente del 
robot, por lo que  se necesita de un sistema de comunicación entre los dispositivos 
utilizados por el operador y el sistema de control del robot. La intervención del 
operador  puede darse desde la teleoperación directa de los actuadores de las 
articulaciones, hasta la simple especificación de movimientos, o incluso de tareas, 
que se realizan automáticamente. [8] 
 
Se puede definir teleoperación como la extensión de capacidades 
sensoriales y destreza humana a una localización remota [8], o bien; se puede 
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decir que es el conjunto de tecnologías que comprenden la operación o gobierno a 
distancia por un ser humano de un manipulador [5]. La telerobótica puede 
considerase como una forma evolucionada de teleoperación y se define como el 
conjunto de tecnologías que comprenden la monitorización y reprogramación a 
distancia de un robot por un ser humano. [9]  
 
En la figura 3.9 se puede ver los bloques principales que conforman un 
sistema de telerobótica. 
 
Interfaz
Operador
(supervisión)
Controlador
(Automatización)
Robot
Sensores
 
Figura 3.9  Diagrama de un sistema de telerobótica. 
   
 Operador o teleoperador: Persona que realiza a distancia el manejo del 
robot. En algunos casos es realimentado con fuerzas producidas por el 
robot en su entorno de trabajo. [5] y [9]  
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 Interfaz: El operador se comunica con el robot a través de una interfaz la 
cual está compuesta generalmente por equipos y programas con 
prestaciones multimedia. [9] 
 Controlador y canales de comunicación: Recibe y retorna información a la 
persona a través de la interfaz, se encarga de monitorear y controlar al 
robot. [9] 
 Robot: Se encuentra en la zona remota y es manejado por el operador. [5]  
 Sensores: Permiten captar información del entorno. [9] 
 
En el caso de la teleoperación, las primeras aplicaciones fueron para el área 
nuclear, no obstante hoy en día la teleoperación y telerobótica tiene aplicación en 
una gran variedad de campos: 
 Automatización: Manejo de robots en industrias. 
 Medicina: Ayuda a personas con discapacidades y de la tercera edad, que 
por su situación física, falta de apoyo y accesibilidad sufren desventajas y 
exclusión social (ver figura 3.10).[9] 
 
Figura 3.10  Usuarias de un sistema robótico ARM. [9] 
 
 Aplicaciones en el espacio: Vehículos tipo Robert.[5] 
 Aplicaciones submarinas. 
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 Aplicaciones en el área nuclear: La utilidad del sistema de teleoperación 
radica en poder tratar y manipular sustancias radiactivas, así como moverse 
por entornos contaminados, sin peligro para el ser humano. [5] 
 Aplicaciones militares: Vehículo terrestre no tripulado, UGV por sus siglas 
en inglés (Unmanned Ground Vehicle); Un ejemplo de este tipo de  vehículo 
es el SARGE (Surveillance And Reconnaissance Ground Equipment) 
creado por Sandia National Laboratories, el cual posee retroalimentación 
sensorial de video cámaras, así mismo tiene sistemas de comunicación que 
son muy rápidos gracias al uso de radio frecuencias (ver figura 3.11). [5] 
 
Figura 3.11  SARGE vehículo tipo UGV. [5] 
 
3.5 Tecnología e interfaces hápticas  
 
La palabra háptica tiene su origen en griego (hapto, para sujetar o atar), y se 
refiere a la sensación del tacto. La háptica es el área que estudia e investiga cómo 
puede mezclarse el sentido del tacto con un mundo virtual que puede representar 
un entorno remoto [10], de modo que un dispositivo  háptico es aquel capaz de 
generar estímulos (retroalimentar fuerza) a una persona que interactúa con 
entornos virtuales o remotos. Tales dispositivos trasladan una sensación de 
presencia al operador. [11] 
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Cabe mencionar que la diferencia entre un sistema háptico y un sistema 
teleoperado es el tipo de señal que genera la retroalimentación. Para el sistema 
háptico la zona remota no existe y se simula a través de software (mundo virtual), 
mientras que un sistema teleoperado la zona remota está formada por un robot 
manipulador y sensores. [12] 
La retroalimentación de fuerza en las interfaces hápticas se lleva a cabo 
mediante motores, válvulas hidráulicas o neumáticas y frenos magnéticos entre 
otros. Existe una serie de variables que tienen que ver con el diseño, sensibilidad 
y estabilidad de las interfaces con retroalimentación táctil y son las siguientes: [11] 
 Fuerzas de contacto: agarre fuerte o agarre de precisión. 
 Inercia aparente: mínima masa percibida por el operador cuando mueve la 
interfaz háptica a través del espacio libre. 
 Transparencia: no debe ejercerse ninguna fuerza sobre el usuario mientras 
no exista interacción física con el entorno virtual. 
 Fricción aparente: las pérdidas por fricción en un interfaz háptica deben ser 
inferiores a la mínima fuerza que se pueda percibir mientras se interactúa 
con el entorno virtual, ya que sino la interfaz deja de ser transparente, 
impidiendo diferenciar si las fuerzas percibidas por el usuario provienen de 
la retroalimentación deseada o de las perdidas mecánicas del dispositivo.  
 Ancho de banda de estímulos y control: referidos a la frecuencia de 
percepción y aplicación de estímulos táctiles.  
 Espacio de trabajo y grados de libertad: definidos según la aplicación. [11] 
 
Al momento de seleccionar una interfaz háptica, se debe de tener claro la 
aplicación para la que se quiere, ya que esto se tiene que ver reflejado en el tipo 
de interfaz elegida. Lo anterior es porque en cuanto a retroalimentación se refiere, 
las hay de tres tipos: [13] y [14] 
 Con retroalimentación de fuerza: Retroalimenta la dureza, el peso y la 
inercia del objeto virtual. 
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 Con retroalimentación táctil: Retroalimenta la geometría de la superficie de 
contacto, su rugosidad, la suavidad, detecta contornos lisos ó materiales 
elásticos, además de la temperatura del objeto virtual. 
 Retroalimentación  propioceptiva (sentido que informa al organismo de la 
posición de los músculos): Retroalimenta  información acerca de la posición 
del cuerpo del usuario o su postura. [14] 
 
Las interfaces hápticas se pueden clasificar de acuerdo al tipo de actuadores 
utilizados, la escala en generación de fuerza, su portabilidad o soporte. La 
siguiente es la clasificación más común: [11] 
 De escritorio: se refiere a los joystick e interfaces como la Falcon o la Force 
Feedback (ver figura 3.12). 
 Fijas: Pueden ser exoesqueletos (dispositivo que se adapta a la fisiología 
del usuario, ver figura 3.13) fijos o brazos de robot. 
 Portátiles:   Pueden ser exoesqueletos sujetos al operador o guantes (ver 
figura 3.14 y 3.15 respectivamente). [11] 
 
Figura 3.12  Joysticks esféricos de Microsoft "Force Feedback". [11] 
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Figura 3.13  Exoesqueleto fijo (Dextrous Hand Master Exoskeleton). [11] 
 
 
Figura 3.14  Exoesqueleto sujeto al operador. [15] 
 
 
Figura 3.15  Guante háptico integrado con actuadores hidráulicos. [15] 
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Actualmente la tecnología háptica se aplica en una variedad de campos tales 
como: 
 La teleoperación: Por ejemplo pilotear un avión de manera que se le 
permita al operador percibir la fuerza de resistencia al mover la palanca de 
mando.  
 Las tecnologías móviles: la vibración. 
 En la medicina: Desarrollando ambientes virtuales para el entrenamiento de 
cirujanos y simulación de cirugías. Puede ser para casos simples como la 
inserción de una aguja o micro robots para cirugías mínimamente invasivas. 
No obstante, se apunta hacia el modelado de órganos vitales (simular 
virtualmente y con fidelidad las propiedades mecánicas y físicas de los 
órganos) para poder llegar a realizar operaciones complejas. (Elizabeth 
Mesa Múnera) [15]. Otro ejemplo es TraumaVision, que es un simulador de 
entrenamiento ortopédico en un entorno informático seguro, con 
retroalimentación  de fuerza creando un paciente virtual en él se puede 
practicar. TraumaVision es capaz de simular la sensación de raspado al 
mover el taladro junto con el hueso y también simula la sensación de un 
hueso denso en la capa externa y más suave en la capa interna del mismo. 
[16] 
 Telerobótica: Donde a través de una interfaz el operador puede transmitir 
las acciones a un robot y por otra parte se excitan los sentidos humanos de 
acuerdo a la información recibida. A través de esta interfaz se pretende 
controlar el robot, entrenarlo para hacer ciertas tareas y en un futuro se 
plantea hacer teleoperación utilizando medios de comunicación como 
Internet. [17] 
 En los videojuegos, como por ejemplo los controles que vibran en respuesta 
a diversas situaciones que ocurren en el mundo virtual, así como reconocer 
direcciones debido a que el dispositivo permite generar fuerzas en las tres 
dimensiones, entonces el jugador puede conocer la posición de un atacante 
debido a la dirección de la fuerza que recibe, entre otras aplicaciones. [18]  
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3.6 Interfaz Novint Falcon 
 
En la figura 3.16 se puede ver la interfaz háptica utilizada en el proyecto que 
es de la empresa Novint y el modelo es el Falcon. Por otro lado, a continuación se 
mencionan las características técnicas de la interfaz y se explica en qué consiste 
el HDAL proporcionado por el fabricante. 
 
 
Figura 3.16  Interfaz háptica Novint Falcon. [4] 
 
3.6.1 Detalles técnicos 
 
Entre los aspectos técnicos de la interfaz háptica se encuentran los 
siguientes:  
 3 dimensiones con un área de trabajo de: 4 x 4 x 4 pulgadas. 
 Retroalimentación de fuerza con un valor de hasta 2 lbs. 
 Resolución de posición de 400 dpi. 
 Desconexión rápida (1 segundo). 
 Comunicación vía USB 2.0. 
 Tamaño de la interfaz: 9 x 9 x 9 pulgadas. 
 Peso: 6 lbs. 
 Potencia: 30 watts. 
 Alimentación: 100V-240V @ 50Hz-60Hz. 
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También la empresa Novint establece que la computadora en la que se va a 
instalar los drivers de la interfaz háptica tenga las siguientes características como 
mínimo: 
 Procesador de 1.0 GHz, aunque el recomendado es de 2.4 GHz. 
 Sistema operativo: Windows XP Service Pack 2 ó Windows Vista. 
 Tarjeta de video de 128Mb, aunque la recomendada es de 256Mb.  
 Versión DirectX: DirectX 9.0c 
 Espacio en disco duro para la interfaz: 1.5 GB. 
 Memoria RAM: 512 MB, aunque se recomienda 1 GB. 
 Unidad de DVD. 
 Puerto USB 2.0. 
 Conexión a internet. 
 
La información anterior fue tomada de la página del fabricante [4]. 
 
3.6.2 HDAL (Haptic Device Abstraction Layer) 
 
En la siguiente parte se utiliza el término capa de abstracción como una 
forma de ocultar los detalles de implementación de ciertas funciones, donde el 
termino abstracción tiene como función hacer referencia al "¿qué hace?" más que 
en  "¿cómo lo hace?" o bien, incluso se puede ver como el concepto de caja 
negra. 
 
El objetivo principal de la capa de abstracción de dispositivos hápticos por 
sus siglas en ingles HDAL (Haptic Device Abstraction Layer) es proporcionar la 
comunicación entre la aplicación desarrollada y la interfaz háptica, es decir el 
programador no debe de preocuparse de cómo se inicializa el dispositivo, como se 
da el intercambio de datos (por ejemplo obtener la posición del manubrio, estado 
de botones), como se desconecta y apaga correctamente el Falcon, así como 
tampoco porqué medios (hardware) se da la retroalimentación de fuerza. El HDAL 
también es responsable de lograr fidelidad háptica (para percibir una sensación en 
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la realidad al tacto, se debe de trabajar con una frecuencia en el rango de 500 Hz 
y 1 kHz), por lo que el HDAL hace que la función de retroalimentar fuerza se 
ejecute a una velocidad de 1 KHz. 
 
El HDAL como tal, se implementa a través de una serie de capas como se 
observa en la figura 3.17. A su vez las capas se agrupan en dos secciones: a nivel 
de aplicación y a nivel de HDAL. A nivel de aplicación se tiene un componente 
gráfico (videojuegos) y otro háptico (retroalimentación táctil), por lo que el objetivo 
principal del programador es asegurar sincronía en los dos componentes, esto con 
el fin de que el usuario pueda percibir una estrecha relación entre lo ve y lo que 
siente.  
 
Por otro lado, a nivel de HDAL como se observa en la figura 3.17 si se 
continúa descendiendo se llega la capa de abstracción de datos, que posee 
funciones como el inicio de ejecución del hilo del programa (se explica en el 
capítulo 5) así como variables para lograr la aplicación deseada. La capa de 
abstracción maneja una familia de drivers, uno para cada tipo de dispositivo. En 
este caso sería el driver para la Novint Falcon. El driver del HDAL es la capa que 
sabe cómo comunicarse con el tipo de dispositivo asociado al SDK, de manera 
que este pueda proporcionar toda la funcionalidad a la aplicación, mientras que el 
SDK del dispositivo tiene la responsabilidad de comunicarse con el dispositivo 
real, donde dicha comunicación es la de la PC con la interfaz háptica y se realiza 
vía USB. 
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Figura 3.17  Estructura de capas del HDAL. [19] 
 
Para poder utilizar el SDK se debe configurar un entorno de desarrollo (incluir 
la librería hdl.lib por ejemplo) en el programa que se vaya a usar, en este caso es 
el Visual C++ 6.0  como se indica en el documento “Haptic Device Abstraction 
Layer (HDAL), Programmer’s Guide”.  El SDK de la Novint contiene la siguiente 
información: [20] 
 Conceptos de tecnología háptica. 
 Parte del modelado matemático que utilizó la empresa fabricante. 
 Guía de instalación y de uso del SDK, así como de sus bibliotecas, rutinas 
de aplicación e inicialización del dispositivo. 
 Interacción gráfica y personalización de un programa. 
 Código de ejemplo, en estándar de Microsoft IDEs Visual C++ 6.0.  
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3.7 Comunicación serial, RS-232  [25 y 26] 
 
La comunicación serial es un protocolo muy común para comunicación entre 
dispositivos que se incluye de manera estándar en prácticamente cualquier 
computadora. RS-232 (Recommended Standard 232) es una interfaz que designa 
una norma para el intercambio de una serie de datos binarios entre un DTE 
(Equipo terminal de datos) y un DCE (Equipo de Comunicación de datos), aunque 
existen otras en las que también se utiliza la interfaz RS-232. Cuando se transmite 
información a través de una línea serie es necesario utilizar un sistema de 
codificación que permita resolver los siguientes problemas: 
 Sincronización de bits: El receptor necesita saber donde comienza y donde 
termina cada bit de la señal recibida para efectuar el muestreo de la misma 
en el centro del intervalo de cada símbolo. 
 Sincronización del carácter: La información serie se transmite por definición 
bit a bit, pero la misma tiene sentido en bytes. 
 Sincronización del mensaje: Es necesario conocer el inicio y fin de una 
cadena de caracteres por parte del receptor para, para poder detectar algún 
error en la comunicación de un mensaje por ejemplo, 
 
En una comunicación en general, se pueden establecer canales para la 
comunicación de acuerdo a tres técnicas:  
 Simplex: La comunicación serie usa una dirección y una línea de 
comunicación. Siempre existirá un transmisor y un receptor, no ambos. 
 Half duplex: La comunicación serie se establece a través de una sola línea, 
pero en ambos sentidos. En un momento el transmisor enviará información 
y en otro recibirá, por lo que no se puede transferir información en ambos 
sentidos de forma simultánea. 
 Full duplex: Se utilizan dos líneas (una transmisora y otra receptora) y se 
transfiere información en ambos sentidos. La ventaja de este método es 
que se puede transmitir y recibir información de manera simultánea. 
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En cuanto a modos de trasmisión existen dos modos básicos para realizar la 
transmisión de datos y son:  
 Transmisión asíncrona. 
 Transmisión síncrona. 
  
3.7.1 Comunicación asíncrona 
 
Cuando se opera en modo asíncrono no existe una línea de reloj común que 
establezca la duración de un bit y el carácter puede ser enviado en cualquier 
momento. Esto implica que cada dispositivo tenga su propio reloj y que 
previamente se haya acordado que ambos dispositivos transmitirán datos a la 
misma velocidad. En la transmisión asíncrona un carácter a transmitir es incluido 
con un indicador de inicio y fin de carácter, lo que se conoce como bit de inicio y 
un bit de parada. Durante el lapso en que no se transmite ningún byte, el canal 
debe estar en alto (1 lógico), de la misma forma al bit de parada se le asigna 
también un "1". Por otro lado, al bit de inicio del carácter a transmitir se le asigna 
un "0" lógico, por lo que un cambio de nivel de "1" a "0" lógico indicará al receptor 
que un nuevo carácter será transmitido.  
 
La transmisión asíncrona definida por la norma RS-232, se basa en las 
siguientes reglas: 
 Cuando no se envían datos por la línea, ésta se mantiene en estado alto. 
 Cuando se desea transmitir un carácter, se envía primero un bit de inicio 
que pone la línea en bajo durante el tiempo de un bit. 
 Luego se envían todos los bits del mensaje a transmitir con los intervalos 
que marca el reloj de transmisión. Por convenio se transmiten entre 5 y 8 
bits. 
 Se envía primero el bit menos significativo y de último el bit más 
significativo. 
 Con el último bit del mensaje se envía el bit (o los bits) del final hace que la 
línea se ponga a 1 por lo menos durante el tiempo mínimo de un bit. Estos 
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bits pueden ser un bit de paridad para detectar errores y el bit o bits de 
stop, que indican el fin de la transmisión de un carácter. 
 
Los datos codificados por esta regla, pueden ser recibidos de acuerdo a los 
siguientes pasos: 
 Esperar la transición 1 a 0 en la señal recibida. 
 Activar el reloj con una frecuencia igual a la del transmisor. 
 Muestrear la señal recibida al ritmo de ese reloj para formar el mensaje. 
 Leer un bit más de la línea y comprobar si es 1 para confirmar que no ha 
habido error en la sincronización. 
 
3.7.2 Comunicación síncrona 
 
Es un método más eficiente de comunicación en cuanto a velocidad de 
transmisión, esto porque no existe ningún tipo de información adicional entre los 
caracteres a ser transmitidos. Cuando se transmite de manera síncrona lo primero 
que se envía es un octeto de sincronismo, el cual realiza la misma función que el 
bit de inicio en la transmisión asíncrona, indicar al receptor que se va enviar un 
mensaje. Este carácter utiliza la señal local de reloj para determinar cuándo y con 
qué frecuencia será muestreada la señal, es decir, permite sincronizar los relojes 
de los dispositivos transmisor y receptor.  
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Capítulo 4:    Pre diseño del sistema y disposición del 
equipo 
 
Inicialmente se investigó el funcionamiento de la interfaz háptica Novint 
Falcon y se realizó un estudio completo del SDK basándose en el documento 
llamado HDAL. Seguidamente se procedió a seleccionar las partes de código a 
utilizar, se modificó y eliminó algunas otras, para finalmente crear las rutinas 
necesarias. Una vez que se tuvo el código fuente final, se procedió a programar el 
puerto serial para el circuito de prueba. 
 
Una vez que se finalizó lo correspondiente a la interfaz háptica, se procedió a 
realizar el estudio y el análisis del manual de usuario del brazo robótico con el fin 
de entender su funcionamiento y para descargar uno de los programas de ejemplo 
en su CPU.  
 
Seguidamente se procedió a investigar como comunicar la interfaz háptica 
con el brazo robótico. Inicialmente se pensó en protocolos como DDE (Dynamic 
Data Exchange) y OPC (OLE for Process Control) que son bajo Microsoft 
Windows y que son soportados por el software que se utiliza para simular y 
programar el brazo. COSIMIR es un software que se utiliza para programar el 
brazo y soporta DDE, mientras que CIROS que es la nueva versión de COSIMIR y 
que fue el software que finalmente adquirió el LIRA es capaz de soportar OPC. En 
estos protocolos se da una relación de cliente - servidor para compartir datos. No 
obstante, dado que el controlador del brazo robótico (ver figura 3.5) posee 
conexión RS-232 para comunicarse con la PC (para descargar los programas) se 
aprovecho de este puerto serial para enviar y recibir datos desde y hacia la 
computadora con lo que se resolvió un punto muy importante del proyecto. Cabe 
destacar que esto se logra gracias a la gama de instrucciones que soporta el robot 
Mitsubishi, cuyo lenguaje de programación es el Melfa Basic IV. 
 
  35 
Una vez hecho el enlace entre la interfaz y el brazo robótico, se programó en 
el controlador del brazo robótico una instrucción capaz de leer, decodificar y 
ejecutar las órdenes que provengan de la Novint Falcon logrando así controlar el 
brazo y moverlo en 3D, además de enviar a la PC la información del valor de la 
fuerza a retroalimentar en la interfaz. 
 
Finalmente se realizó el estudio cinemática directo para poder conocer la 
posición y la orientación de la pinza del brazo robótico respecto a un sistema de 
referencia colocado en la base del brazo. Para hacer esto se recurrió al estudio del 
algoritmo de Denavit-Hartenberg. 
 
4.1 Disposición del equipo para el proyecto 
 
Este proyecto en su inicio no contaba con todos los componentes, los cuales 
básicamente son 3: una interfaz háptica, una computadora y la estación de robot 
Festo. Las primeras dos si estaban desde un inicio del proyecto, no obstante la 
estación de robot no había llegado en la semana de arranque por lo que  se 
recurrió a un circuito de prueba, que a la postre vendría siendo de gran ayuda para 
la comunicación de la interfaz con el brazo robótico.  
 
En el caso de la interfaz se disponía de toda la información que trae el SDK 
que proporciona el fabricante además de los drivers, y en el caso del brazo 
robótico se procedió a buscar en internet la información directamente en las 
paginas oficiales de FESTO y MITSUBISHI para obtener  la información e ir 
adelantando trabajo del robot aún cuando este no se encontraba en el LIRA.  
 
4.2 Circuito de prueba de la interfaz háptica 
 
El circuito de prueba se puede ver en la figura 4.1 y consistió en un PIC 
18F2550 que recibía datos de la interfaz a través de la PC y se encargaba de 
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mover dos servo-motores. Para esto fue necesario programar el puerto serial  
tanto de la PC como del PIC. 
 
En el caso de la interfaz háptica (se programa en C++) se abrió el puerto 
serial y cada 40ms se le enviaba al PIC las coordenadas de los ejes X, Y, Z y 
además se leía del PIC el valor de un potenciómetro que simulaba un sensor de 
peso o de presión, esto con el fin de retroalimentar una sensación de fuerza a la 
interfaz.  
 
Por otro lado, para el PIC también se habilito la comunicación serial. La rutina 
que se programó en el PIC se puede ver en la figura 4.2, en la cual se configuro el 
puerto serial de la siguiente manera: velocidad de datos: 9600 baudios, paridad: 
ninguna, bits para el dato: 8 y 1 bit de parada. Seguidamente se establecían los 
dos puertos disponibles en el PIC para PWM y se habilitaba la interrupción del 
timer cero cada 8,1 ms para que el PIC leyera por medio de RS-232 las 
coordenadas de la interfaz (lee X, Y, Z pero solo utiliza X y Y) y traducía la 
coordenada en un valor de PWM que aplicaba a los servo-motores para lograr que 
estos se movieran. Finalmente digitalizaba el valor de tensión de un potenciómetro 
para enviarlo vía serial a la PC y de esta forma lograr retroalimentar un valor de 
fuerza a la interfaz háptica. 
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Figura 4.1  Circuito de prueba. 
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Figura 4.2  Diagrama para la comunicación del PIC con la interfaz. 
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Capítulo 5:    Descripción de la solución del sistema 
teleoperado de un brazo robótico por medio de una 
interfaz háptica con retroalimentación de fuerza 
 
El siguiente capítulo tiene como fin explicar detalladamente las rutinas 
desarrolladas tanto para la interfaz háptica como para el brazo robótico así como 
el medio que se utilizó para comunicar a ambos dispositivos. También se explica 
el desarrollo del modelo cinemática directo del brazo.  
 
5.1 Diagrama general de la solución 
 
En la figura 5.1 se muestran la solución general del proyecto. En esta figura 
se pueden ver tres etapas bien definidas: interfaz háptica, brazo robótico y el 
puente entre ellos para intercambiar datos. 
RS-232Programación 
Interfaz 
Háptica
USB
PC
 
Figura 5.1  Diagrama para la comunicación del PIC con la interfaz. 
 
Por medio de la interfaz háptica Novint Falcon se controla el brazo robótico. 
La comunicación entre la Interfaz y la PC se realiza a través del puerto USB, 
mientras que la comunicación entre la PC y el robot se realiza a través del puerto 
serial por el estándar RS-232. En ambas comunicaciones el intercambio de datos 
es bidireccional. La interfaz posee tres GD mientras que el brazo posee cinco por 
lo que no se puede mover todas las articulaciones del robot al mismo tiempo. Para 
esto la interfaz cuenta con cuatro botones y uno de ellos es el encargado de 
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alternar los ejes que se quieran mover (en un momento se mueven 3 y en otro 2). 
Otros dos botones se usan para abrir y cerrar la pinza, de modo que al cerrarla el 
brazo envía un valor de fuerza a la PC y esté se vea reflejado en un mayor 
esfuerzo para manipular la interfaz. Adicionalmente se implemento el algoritmo de 
Denavit-Hartenberg con el fin de conocer la posición y orientación final de la pinza 
y así evitar algún choque de la misma con el brazo o con la mesa de trabajo. 
 
En la figura 5.2 se puede ver el diagrama general de la solución que 
corresponde a la programación en la PC que se realizo en Visual C++ 6.0, 
mientras que en la figura 5.9 se puede ver la solución de la programación del 
brazo robótico que se llevo a con el lenguaje Melfa Basic IV mediante el entorno 
de desarrollo que ofrece el programa CIROS. Todas estas funciones se explican 
en las secciones posteriores.  
 
La programación en la PC se puede resumir de manera muy general en los 
siguientes pasos: 
 Inicialización de la interfaz háptica (sección 5.2.1). 
 Envió vía puerto serial la posición de inicio y la señal de abrir la pinza al 
brazo robótico el cual está esperando desde antes la información 
mencionada (sección 5.3.2). 
 Se espera que el brazo conteste por el mismo medio con un valor de fuerza 
a retroalimentar en la interfaz (sección 5.3.3).  
 Se pregunta si desea salir de la aplicación. 
 En caso de que desee salir de la aplicación, se envía la posición de inicio,  
se des inicializa la interfaz (sección 5.2.4) y finalmente se cierra la 
aplicación. 
 En caso de no salir de la aplicación, se procede a mover las articulaciones 
del brazo robótico por medio de la interfaz háptica (sección 5.6). 
 Se aplica el algoritmo de Denavit-Hartenberg con el fin de analizar si la 
posición a enviar no provoca algún accidente (sección 5.4). 
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 Si el movimiento no es válido, se ajustan los ejes J2 y J3 con el fin de 
prevenir un accidente y se envía la posición. El valor de los ejes J1, J4, J5 y 
J6 no se modifican.  
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Figura 5.2  Diagrama de la solución general. 
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 Si el movimiento es válido, analiza si está cerca del objetivo (sección 5.4.1). 
En caso de estarlo se envía dicha posición y de no ser así envía la posición 
que indique la interfaz para luego recibir el valor de fuerza a retroalimentar. 
 Finalmente se repite el ciclo hasta que se presione el botón de salir 
(sección 5.2.3) que cierra la aplicación. 
 
5.2 Programación de la interfaz háptica 
 
La programación de la Novint Falcon se realiza en Visual C++ 6.0 y dicho 
código debe de ser capaz de inicializar correctamente la interfaz, verificar errores 
de comunicación entre la interfaz y la PC, obtener la posición del manubrio del 
Falcon, conocer el estado de los botones, enviar la poción de movimiento y 
generar fuerzas de acuerdo la información recibida desde el brazo. En este punto 
es importante mencionar que lo anterior se logra gracias  al ejecutar el hilo del 
HDAL que se explica más adelante. 
 
5.2.1 Inicialización y manejo de la interfaz 
 
En la figura 5.3 se puede observar el proceso de inicialización de la interfaz 
háptica, el cual se explica a continuación. Lo primero que se debe mencionar, es 
que para esto se utilizan funciones ya predefinidas que forman parte del HDAL 
que fue explicado en el capítulo 3. Para hacer uso de estas funciones basta con 
incluir las librerías <hdl/hdl.h> y la <hdlu/hdlu.h>. Una vez hecho esto, siguiendo el 
diagrama de la figura 5.3 el primer paso es identificar el dispositivo por medio de la 
función hdlInitNamedDevice(), está función se le asigna a un manejador de 
interfaz cuya función es verificar si se pudo establecer comunicación entre la PC y 
el Falcon (comunicación vía USB) para poder hacer uso de la misma en la 
aplicación que se va a desarrollar. En caso de que la identificación falla, la 
aplicación se cierra y se debe de volver a correr el programa. Seguidamente se 
inicia el hilo que va a ejecutar en paralelo tanto la parte del programa que se 
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comunica con la interfaz (ver figura 5.4) como de la aplicación hecha para manejar 
el brazo robótico (ver sección 5.3 y 5.5).   
A continuación, se crea un manejador del servo que es el responsable de 
comunicarse con la interfaz para obtener cierta información (figura 5.4) y que se va 
a ejecutar cíclicamente durante la aplicación. 
Incio
Identifica dispositivo y lo 
asigna al Manejador_Interfaz
SíNo
Manejador que obtiene 
la información de la 
interfaz háptica
Manejador_In
terfaz válido
Error. Cierra sistema
Fin
Inicia el hilo que alterna entre 
la aplicación princiapal y el 
manejo de la interfaz 
Establece el 
Manejador_Servo 
Actualiza el dispositivo
Manejador_ 
Servo válido
No
Sí
Define el espacio de trabajo 
de la aplicación
Fin
Dispositivo 
calibrado
No
Mensaje: Extienda y contraiga 
el mando de la interfaz
No
Mensaje: Interfaz lista para 
ser utilizada
Sí
Calcula la matriz de 
transformación
 
Figura 5.3  Diagrama general de la inicialización de la interfaz. 
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Inmediatamente se verifica que el manejador del servo se haya podido crear 
correctamente ya que es vital para el funcionamiento del sistema en general, de 
no ser así se procede a cerrar la aplicación. Luego de esto, se actualiza el 
dispositivo a través de la función  hdlMakeCurrent(), que recibe de parámetro el 
manejador de la interfaz ya inicializado con el fin de reconocer el dispositivo que 
se va a programar y accionar en caso de tener más de una interfaz conectada.  
 
Como se menciono antes, la interfaz tiene un área real de 4 x 4 x 4 pulgadas 
(de -2 a 2), no obstante se define un área de trabajo que corresponde a las medias 
con las que se desea trabajar, en este caso es el valor del ángulo de cada 
articulación, por lo que se eligió de -200 a 200 que corresponde al ángulo mayor 
de todas las articulaciones (J6, como se vio en la tabla 3.1). Para lograr extrapolar 
las medidas físicas de la interfaz con las de la aplicación se utiliza una matriz de 
transformación, que por medio de la función 
hdluGenerateHapticToAppWorkspaceTransform() logra hacer dicha operación. 
Finalmente se verifica si el dispositivo se encuentra calibrado o no mediante la 
función hdlGetState(). En caso de que no se encuentre calibrado se debe de 
extender y contraer el manubrio de la interfaz hasta que se logre calibrar 
exitosamente y así concluye la inicialización de la interfaz.  
 
En la figura 5.4 se puede ver la función que realiza el manejador del servo, 
que es el responsable de comunicarse con la interfaz. Cabe destacar que como se 
mencionó anteriormente este manejador se ejecuta de manera cíclica y corre de 
forma paralela con la aplicación principal por medio del hilo. De manera inicial el 
manejador servo por medio de la función hdlToolPosition() obtiene el estado del 
dispositivo, es decir, actualiza la posición real de la interfaz y con el dato de la 
matriz de transformación de la inicialización mapea la posición que debe de tener 
la aplicación en ese momento. Seguidamente se realiza el análisis de fuerza (ver 
sección 5.1.2), y finalmente, para poder aplica físicamente dicha fuerza al 
dispositivo se usa la función hdlSetToolForce(). 
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Incio
Obtiene el estado actual del 
dispositivo háptico
Llamada a una rutina
Calcula fuerza
Retroalimenta fuerza a la 
interfaz
Convierte las coordenadas del 
dispositivo a las coordenadas 
de la aplicación
 
Figura 5.4  Diagrama general de la función del manejador servo. 
 
5.2.2 Retroalimentación de fuerza 
 
En el sistema que se desarrolló se retroalimentó fuerza de dos maneras. Esto 
se puede apreciar en la figura 5.5. En primer lugar, como cada articulación tiene 
un máximo de grados a moverse (por ejemplo, J1 va de -150º a 150º) se programó 
la interfaz de manera que cuando el brazo robótico se haya desplazado lo máximo 
posible en cualquiera de sus cinco GD y por medio de la interfaz se le ordene 
seguir moviendo alguno de ellos, el respectivo eje de la interfaz que se esté 
accionando se bloquee y no se permita mover más el manubrio en ese sentido (en 
la sección 5.5 se explica cómo manejar el brazo con la interfaz). Como se 
mencionó anteriormente la interfaz solo posee tres GD, por lo que alterna las 
articulaciones del brazo a mover, en un momento muevo J5 y J6 (cuando se 
presiona el botón 4 del Falcon) mientras que en otro momento mueve J1, J2 y J3. 
El chequeo de la coordenada que se le vaya a enviar al brazo se revisa 
constantemente con el fin de bloquear el eje de la interfaz en el momento preciso.  
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Botón 4
presionado
SíNo
J1>=150 & 
Eje X>=70
SíNo
J1<=-150 & 
Eje X<=-70
Bloquea eje X 
en +X
Bloquea eje X 
en -X
SíNo
No bloquea el 
eje X
J2<=-60 &
Eje Y >=70
SíNo
J2>=120 &
Eje Y <=-70
Bloquea eje Y 
en +Y
Bloquea eje Y 
en -Y
SíNo
No bloquea el 
eje Y
J3<=-110 & 
Eje Z>=70
SíNo
J3>=120 & 
Eje Z<=-70
Bloquea eje Z 
en +Z
Bloquea eje Z 
en -Z
SíNo
No bloquea el 
eje Z
J5<=-90 &
Eje Y >=70
SíNo
J5>=90 &
Eje Y <=-70
Bloquea eje Y 
en +Y
Bloquea eje Y 
en -Y
SíNo
No bloquea el 
eje Y
J6>=200 &
Eje X >=70
SíNo
J6<=-200 &
Eje X<=-70
Bloquea eje X 
en +X
Bloquea eje X 
en -X
SíNo
No bloquea el 
eje X
Inicio
Fuerza_Interfaz[0]=-Valor_Retroalimentacion_Fuerza*Posicion_Servo[0]
Fuerza_Interfaz[1]=-Valor_Retroalimentacion_Fuerza*Posicion_Servo[1]
Fuerza_Interfaz[2]=-Valor_Retroalimentacion_Fuerza*Posicion_Servo[2]
J1 à Eje X interfaz
J2 à Eje Y interfaz
J3 à Eje Z interfaz
J4 à No existe
J5 à Eje Y interfaz
J6 à Eje X interfaz
Fin
 
Figura 5.5  Diagrama general para la retroalimentación de fuerza. 
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Como se aprecia en la figura 5.5, las condiciones siempre evalúan si la 
posición de la interfaz es mayor a 70 y si el ángulo del brazo está en su extremo 
permitido, tanto positivo como negativo. En el caso del 70, se utilizo este número, 
porque se designó una zona neutra en los tres ejes de la interfaz que va desde      
-70º a 70º (ver sección 5.5).  
 
La segunda forma de retroalimentar fuerza, es en el caso de que la pinza se 
haya serrado, esto porque el controlador del brazo robótico responde con un valor 
que representa la fuerza que se debe de aplicar. Este valor varía entre 0 y 160, 
que corresponde a cuando la pinza está abierta y cuando está cerrada 
respectivamente. El por qué del 160 radica en que con este valor el eje de la 
interfaz al que se le aplique la fuerza, experimenta una resistencia al movimiento 
razonable como para que el usuario perciba el efecto de mover algún objeto. 
 
El uso del valor que se recibe del controlador, se explica con la figura 5.6, 
esto porque una vez que se representa el dispositivo háptico en el entorno virtual 
el cálculo y la aplicación de la fuerza se pueden dar en dependencia del 
movimiento, el tiempo o una combinación de ambos. En el caso de los vectores de 
fuerza dependientes del movimiento se requiere la retroalimentación de posición 
del manubrio del Falcon. De una manera más concreta, para la retroalimentación 
de fuerza se sigue el modelo resorte, que es utilizado por su versatilidad y 
simplicidad. Este modelo se basa en la Ley de Hooke 
       F= -k*x      (2) 
donde k es la constante de elasticidad y x un vector de desplazamiento (posición 
de la interfaz). Como se aprecia en la figura 5.6, al mover el manubrio de la 
interfaz a la derecha, esté va a experimentar una fuerza en sentido contrario 
(ecuación 2, por eso es el signo menos de la fórmula) que va a depender de la 
posición en la que se encuentre (letra “d” de la figura 5.6) y de la constante k 
(k=160 ó k=0). Está dependencia es lineal, entre mayor desplazamiento y mayor 
sea la contante, mayor el valor de fuerza a retroalimentar.  
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Finalmente, a nivel de programación, el valor de fuerza de cada eje se 
guarda en un arreglo, donde por ejemplo, en el caso del eje X, la función sería la 
siguiente:       
   Fuerza_Interfaz[0]=-Posicion_Aplicacion[0]*Valor_Retroalimentacion_Fuerza  (3) 
donde Valor_Retroalimentacion_Fuerza es igual a la constante k.   
Manubrio 
Interfaz
K
x
Manubrio 
Interfaz
K
F
Movimiento por el usuario
Fuerza a retroalimentar
d
 
Figura 5.6  Diagrama del modelo para la reproducción de fuerza. 
 
5.2.3 Designación y manejo de los botones 
 
El manejo de los botones se realiza a través de la función hdlToolButtons(), 
con la que se revisa el estado de los mismos. Esta función es capaz de saber a 
través de una máscara cual de los cuatro botones se encuentra presionado y así 
poder tomar decisiones de acuerdo a la tarea que se le asigno a cada uno. En la 
tabla 5.1 se puede observar la función de cada botón y en la figura 5.7 se puede 
apreciar el número correspondiente. 
 
 
 
 
 
 
  50 
Tabla 5.1  Función de los botones de la interfaz háptica. 
Nombre del botón Función 
HDL_BUTTON_1 Salir del programa 
HDL_BUTTON_2 Abrir pinza 
HDL_BUTTON_3 Cerrar pinza 
 
HDL_BUTTON_4 
Alternar articulaciones del brazo (Si el botón no está presionado 
mueve J1, J2, J3 y si está presionado mueve J5, J6) 
 
 
Figura 5.7  Número de cada botón de la interfaz. 
 
5.2.4 Des inicialización de la interfaz 
 
En el momento que se desea salir de la aplicación, se eliminan los 
manejadores creados tanto el de la interfaz (verifica si se pudo establecer 
comunicación entre la PC y el Falcon) como el del servo (adquirir datos de la 
interfaz) y se termina el hilo de ejecución. Todo esto es necesario para el posterior 
uso de la interfaz, ya sea corriendo de nuevo el programa hecho e incluso para 
jugar, que es el propósito principal por el cual fue hecho el FALCON.  
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5.3 Programación del puerto serial, RS-232 [29] 
 
El protocolo para la conexión de la computadora con el controlador CR1-571 
fue el serial bajo el estándar RS-232. En un principio se quiso usar USB, no 
obstante solo los controladores que le siguen al CR1-571 poseen ese tipo de 
conexión. Por otro lado, para el intercambio de datos inicialmente se pensó en 
protocolos industriales tales como DDE u OPC, pero debido a la facilidad que 
representa el uso del puerto serial en la computadora se prefirió usar el estándar 
RS-232. El control del puerto serie se realizó en C++ utilizando las funciones y 
estructuras que el WIN API32 tiene implementadas para realizar esta tarea. Para 
usar el puerto serial correctamente, se necesitó cuatro funciones: abrir 
(configuración), escribir, leer y finalmente cerrar el puerto. 
 
5.3.1 Configuración del puerto serie 
 
Para la configuración del puerto serie, lo primero que se hizo fue crear dos 
variables:  
 Tipo DCB: Contiene la configuración del puerto. 
 Tipo HANDLE: Es un manejador cuya función es manipular el puerto. 
 
Al manejador que se creó se le asigna la función CreateFile() que abre un 
fichero o un puerto de comunicaciones. Está función recibe de parámetro lo 
siguiente:  
 Puerto: Cadena de caracteres en la que se indica el nombre del puerto que 
se quiere abrir, por ejemplo “COM1”. 
 GENERIC_READ | GENERIC_WRITE: Con esto se indica que se quiere 
leer y escribir.  
 OPEN_EXISTING: Si el puerto no existe la función falla. 
 
En el caso de que la asignación del manejador falle, por ejemplo si el puerto 
no existe, se devuelve el valor INVALID_HANDLE_VALUE y se cierra la 
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aplicación. El siguiente paso que se realizó fue mediante la función 
GetCommState() cargar la variable tipo DCB con la información de las 
características por defecto del puerto, luego con la función BuildCommDCB() se 
cambia por los valores almacenados en dicha variable, para esto se utilizó la 
cadena de caracteres cuyo formato es el siguiente “b, p, d, s” (bits por segundo: 
9600, paridad: par, bit de datos: 8 y bits de parada: 2). Finalmente la función 
SetCommState() actualiza la configuración del puerto con la estructura DCB 
modificada.  
 
Otro punto importante fueron los “ time out ” de las llamadas al puerto. Estos 
“time out” están almacenados en una estructura de tipo COMMTIMEOUTS que 
mediante la función SetCommTimeouts() se actualiza para el puerto. Los “time 
out” almacenan los tiempos que se quiso  que el puerto estuviera a la espera de 
que llegue o salga un dato antes de indicar un error en la transmisión o en la 
recepción. El resultado final de la configuración del puerto serial es el siguiente 
método: AbrirPuertoSerie("COM1","9600,e,8,2") donde se aprecia las 
características antes mencionadas. 
 
5.3.2 Envío de datos por el puerto serie 
 
Una vez que el puerto se encuentra abierto se puede escribir o leer de él. 
Para poder escribir en el puerto serial se usa la función WriteFile() que recibe los 
siguientes parámetros: el manejador antes creado en la configuración para saber 
en cual puerto va escribir, un Buffer que corresponde al dato a enviar y una 
variable tipo int que por medio de la función strlen() obtiene el número de bytes a 
enviar.  
 
En el caso del envió de datos es necesario armar la trama requerida. El 
controlador del brazo robótico recibe los datos en el formato ASCII y la variable 
que contiene la posición de la interfaz (la posición de la interfaz representa un 
valor de ángulo para su respectiva articulación del brazo) es de tipo double, por lo 
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que se emplea la función sprintf(J1_Serial, "%4.2f", J1) para hacer la conversión 
de datos, donde J1_Serial es un arreglo tipo char que contiene los caracteres 
ASCII a enviar y J1 es la variable tipo double que almacena el ángulo de la 
articulación respectiva, mientas que el  %3.2f indica 3 dígitos antes del punto y 4 
dígitos después. 
 
 Una vez hecha la conversión de datos se procede a enviar la trama que es la 
siguiente:  
“PRN(J1_Serial,J2_Serial,J3_Serial,J4_Serial,J5_Serial,J6_Serial),M1_Pinza CR” 
donde PRN es un encabezado que se debe de agregar para que el controlador del 
brazo reciba el dato correctamente. Seguidamente se envía el valor del ángulo de 
cada articulación, cabe destacar que a pesar de que el brazo RV-2AJ solo posee 
cinco GD se deben enviar seis posiciones, porque ese es el formato establecido y 
el controlador usado puede manejar un brazo robótico de seis GD. Las posiciones 
deben de ir encerradas en paréntesis, mientras que la coma “,” que sigue, separa 
las variables de posición con las numéricas. La variable M1 es de tipo int y tiene 
un valor de cero en caso de que la pinza se encuentre abierta y un uno si la pinza 
está cerrada. Como M1 es de tipo int debe ser convertida a su correspondiente 
valor en ASCII y esto se hace con la función itoa(M1,M1_Pinza,10), donde 
M1_Pinza es un arreglo de tipo char y el 10 indica que la variable int esta en 
decimal. Finalmente se debe de agregar un código para terminar la transmisión, 
en este caso es el CR (carriage return) que tiene un valor de 0D en hexadecimal. 
 
5.3.3 Leer datos del puerto serie 
 
Para leer del puerto serial se usa la función ReadFile() que recibe como 
parámetro una variable tipo char que almacena el dato leído. Una vez que se 
envía los datos al brazo, este responde inmediatamente con un valor de fuerza a 
retroalimentar, este valor viene en formato ASCII por lo que debe ser pasado a 
entero para poder hacer operaciones con él. Para esto se emplea la función 
Valor_Retroalimentacion_Fuerza = atoi(Dato_Fuerza), donde Dato_Fuerza es un 
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arreglo de char que contiene el dato leído del puerto y la variable 
Valor_Retroalimentacion_Fuerza es de tipo int con lo que se logra hacer la 
conversión del dato.  
 
5.3.4 Cierre del puerto serie 
 
En el momento que se presiona el botón de salir de la aplicación se procede 
a cerrar el puerto, esto se logra con la función CloseHandle() que lo que hace es 
eliminar el manipulador del puerto serie.  
 
Con esto concluye todo lo que correspondió al manejo del canal que se 
utilizo para intercambiar datos entre la PC y el controlador del brazo robótico. 
 
5.4 Denavit-Hartenberg [22], [30], [31], [32], [33], [34] y [35] 
 
Como se menciono anteriormente, el algoritmo de Denavit-Hartenberg 
permite conocer la posición y orientación de la pinza del brazo robótico con 
respecto a un sistema de referencia colocado en la base del mismo. Según la 
representación D-H, escogiendo adecuadamente los sistemas de coordenadas 
asociados a cada eslabón es posible pasar de uno al siguiente mediante 4 
transformaciones básicas que dependen exclusivamente de las características 
geométricas del eslabón. 
 
Estas transformaciones básicas consisten en una sucesión de rotaciones y 
traslaciones que permiten relacionar el sistema de referencia del elemento i con el 
sistema del elemento i-1. Las transformaciones en cuestión son las siguientes: 
a) Rotación alrededor del eje zi-1 un ángulo θi. 
b) Traslación a lo largo de zi-1 una distancia di: un vector di(0,0, di). 
c) Traslación a lo largo de xi-1 una distancia ai: un vector ai(0,0, ai). 
d) Rotación alrededor del eje xi-1 un ángulo αi. 
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 Dado que producto de las matrices no es conmutativo, las transformaciones 
se han de realizar en el orden indicado. De este modo se tiene que: 
                                          (4) 
 
  
 
                                              (5) 
 
donde θi, ai, di, αi son los parámetros D-H del eslabón i (ver figura 5.8). De este 
modo bastó con identificar los parámetros mencionados para obtener la Matriz 
 y relacionar así todos y cada unos de los eslabones del robot RV-2AJ de 
Mitsubishi. Estos 4 parámetros D-H dependen únicamente de las características 
geométricas de cada eslabón y de las articulaciones que le unen con el anterior y 
siguiente. En concreto estos parámetros representan: 
θi: Es el ángulo que forman xi-1 y xi medido en un plano perpendicular al 
eje zi-1, utilizando la regla de la mano derecha. Se trata de un parámetro 
variable en articulaciones giratorias. 
ai: Es la distancia a lo largo del eje xi que va desde la intersección del eje 
zi-1 con el eje xi hasta el origen del sistema i-ésimo, en el caso de 
articulaciones giratorias. En el caso de articulaciones prismáticas, se 
calcula como la distancia más corta entre los ejes zi-1 y zi. 
di: Es la distancia a lo largo del eje zi-1 desde el origen del sistema de 
coordenadas (i-1)-ésimo hasta la intersección del eje zi-1 con el eje xi. Se 
trata de un parámetro variable en articulaciones prismáticas. 
αi: Es el ángulo de separación del eje zi-1 y el eje zi, medido en un plano 
perpendicular al eje xi, utilizado la regla de la mano derecha. 
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Nota: Cuando se refiere a articulaciones, se refiere comúnmente a dos tipos:          
- Articulaciones prismáticas: También conocida como junta deslizante, posibilita a 
un eslabón deslizarse en línea recta sobre otro. Permite realizar solo traslaciones 
lineales, de avance o retroceso. 
- Articulaciones giratorias: Se considera el caso de un grado de libertad, toma la 
forma de una bisagra entre un eslabón y el próximo. Permite realizar solo un 
movimiento de giro.   
 
Figura 5.8  Parámetros D-H para un eslabón giratorio [22]. 
 
 Para que la matriz , definida en la ecuación 5 relacione los sistemas Si y  
Si-1 es necesario que los sistemas se hayan escogido de acuerdo a unas 
determinadas normas que junto con la definición de los 4 parámetros de Denavit-
Hartenberg conforman el siguiente algoritmo para la resolución del problema 
cinemático directo. 
a) Numerar los eslabones de 1 a n. Se enumera como eslabón 0 a la 
base fija de la cadena. 
b) Numerar cada articulación de 1 (empezando por el primer grado de 
libertad) a n. 
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c) Localizar el eje de cada articulación. Si esta es rotativa, el eje será su 
propio eje de giro. Si es prismática, será el eje a lo largo del cual se 
produce el desplazamiento. 
d) Para i de 0 a n-1 situar el eje zi sobre el eje de la articulación i+1. 
e) Situar el origen del sistema de la base S0 en cualquier punto del eje z0. 
Los ejes x0 e y0 se situarán de modo que formen un sistema 
dextrógiro con z0. 
f) Para i de 1 a n-1, situar el sistema Si (solidario al eslabón i) en la 
intersección del eje zi con la línea normal común a zi-1 y zi. Si ambos 
ejes se cortasen se situaría Si en el punto de corte. Si fuesen paralelos 
Si se sitúa en la articulación i+1. 
g) Situar xi en la línea normal común a zi-1 y zi. 
h) Situar yi de modo que forme un sistema dextrógiro con xi y zi. 
i) Situar el sistema Sn en el extremo del robot de modo que z0 coincida 
con la dirección de zn-1 y xn sea normal a zn-1 y zn. 
j) Obtener θi como el ángulo que hay que girar en torno a zi-1 para que  
xi-1 y xi queden paralelos. 
k) Obtener di como la distancia, medida a lo largo de zi-1, que habría que 
desplazar Si-1 para que xi y xi-1 quedasen alineados. 
l) Obtener ai como la distancia medida a lo largo de xi (que ahora 
coincidiría con xi-1) que habría que desplazar el nuevo Si-1 para que su 
origen coincidiese con Si. 
m) Obtener αi como el ángulo que habría que girar en torno a xi (que 
ahora coincidiría con xi-1) para que el nuevo Si-1 coincidiese totalmente 
con Si. 
n) Obtener las matrices de transformación  definidas en (5). 
o) Obtener la matriz de transformación que relaciona el sistema de la 
base con el extremo del robot . 
p) La matriz T define la orientación (submatriz de rotación) y posición 
(submatriz de traslación) del extremo referido a la base en función de 
las n coordenadas articulares. 
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 En la figura 5.9 se aprecia las medidas de cada eslabón que forma el brazo 
mientras que en la figura 5.10 se puede ver la aplicación de cada paso del 
algoritmo de Denavit-Hartenberg al brazo robótico RV-2AJ. Con ambas figuras se 
construyó la tabla 5.2 que corresponde a la tabla de los parámetros D-H y cuyos 
datos son los que se emplean en la matriz (5) para poder obtener la matriz de 
transformación homogénea T final del brazo robótico. 
 
Figura 5.9  Aplicación del algoritmo de D-H al robot RV-2AJ de Mitsubishi.[34] 
 
Cabe destacar que en esta figura 5.9 no aparece la pinza que sería el 
sistema Sn, es decir el último eslabón porque el único parámetro que es diferente 
de cero es el  d6, que corresponde a la longitud de la pinza.  
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Figura 5.10  Aplicación del algoritmo de D-H al robot RV-2AJ de Mitsubishi.[30] 
 
Tabla 5.2  Parámetros D-H para el brazo robótico RV-2AJ de la figura 5.8. 
Articulación θi (rad) α1 (rad) ai (mm) di (mm) 
1 (J1) θ1 -90 0 0,3 
2 (J2) θ2-90º 0 0,25 0 
3 (J3) θ3 0 0,16 0 
4 (J5) θ4+90º 90 0 0 
5 (J6) θ5 0 0 0,72 
6 (Pinza) 0 0 0 0,123 
 
Finalmente, si se aplica la formula 5 con los datos de la tabla 5.2 se obtienen 
los siguientes resultados: 
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donde:  
 
 
 
 
 
Para obtener la matriz de transformación homogénea T se aplicó la formula 
(6) que corresponde al paso o) del algoritmo de Denavit-Hartenberg: 
                     (6) 
 
 
 
nx = ((C1*C2*C3-C1*S2*S3)*C4+(-C1*C2*S3-C1*S2*C3)*S4)*C5-S1*S5 
ny = ((S1*C2*C3-S1*S2*S3)*C4+(-S1*C2*S3-S1*S2*C3)*S4)*C5+C1*S5 
nz = [((-S2*C3-C2*S3)*C4+(S2*S3-C2*C3)*S4)*C5 
 
ox = -((C1*C2*C3-C1*S2*S3)*C4+(-C1*C2*S3-C1*S2*C3)*S4)*S5-S1*C5 
oy = -((S1*C2*C3-S1*S2*S3)*C4+(-S1*C2*S3-S1*S2*C3)*S4)*S5+C1*C5 
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oz = -((-S2*C3-C2*S3)*C4+(S2*S3-C2*C3)*S4)*S5 
 
ax = (C1*C2*C3-C1*S2*S3)*S4-(-C1*C2*S3-C1*S2*C3)*C4 
ay = (S1*C2*C3-S1*S2*S3)*S4-(-S1*C2*S3-S1*S2*C3)*C4    
az = (-S2*C3-C2*S3)*S4-(S2*S3-C2*C3)*C4 
 
px=((C1*C2*C3-C1*S2*S3)*S4-(-C1*C2*S3-C1*S2*C3)*C4)*D6+((C1*C2*C3-
C1*S2*S3)*S4-(-C1*C2*S3-C1*S2*C3)*C4)*D5+C1*C2*A3*C3-C1*S2*A3*S3+C1*A2*C2 
py=((S1*C2*C3-S1*S2*S3)*S4-(-S1*C2*S3-S1*S2*C3)*C4)*D6+((S1*C2*C3-S1*S2*S3)*S4-
(-S1*C2*S3-S1*S2*C3)*C4)*D5+S1*C2*A3*C3-S1*S2*A3*S3+S1*A2*C2 
pz=((-S2*C3-C2*S3)*S4-(S2*S3-C2*C3)*C4)*D6+((-S2*C3-C2*S3)*S4-(S2*S3-
C2*C3)*C4)*D5-S2*A3*C3-C2*A3*S3-A2*S2+D1 
 
Como se aprecia en las ecuaciones anteriores, queda reflejado el valor de la 
posición (px, py, pz) y orientación (n, o, a) del extremo del robot en función de las 
coordenadas articulares (θ1, θ2, θ3, θ4, θ5, θ6). 
 
En cuanto a la orientación, fue necesario calcular el ángulo conocido como 
pitch (cabeceo) que corresponde al ángulo que posee la pinza de acuerdo al 
sistema de referencia establecido en la base del brazo. Este ángulo de cabeceo se 
obtuvo con la siguiente fórmula:  
                                                      (7) 
 
Las demás componentes de los vectores (n, o, a), sirven para obtener otros 
datos que para la finalidad de este proyecto no fue necesario calcularlos, tal es el 
caso del los ángulos conocidos como (ver figura 5.11): roll (alabeo) y yaw 
(guiñada). Las ecuaciones de orientación (n, o, a) son utilizadas en caso de querer 
resolver el problema de la cinemática inversa del brazo robótico.  
 
Figura 5.11  Orientación de la pinza de acuerdo al sistema de referencia en la base del brazo. [35] 
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5.4.1 Objetivos en la mesa y posiciones peligrosas 
 
Una vez que se conocía la posición y orientación de la pinza se procedió a 
hacer restricciones de movimiento de acuerdo a su ubicación. Dichas restricciones 
consistieron en que la pinza no fuera a golpear ningún objeto de la mesa ni a sí 
mismo lo que corresponde  a posiciones peligrosas (ver análisis de resultados). 
 
Cabe destacar que el controlador del brazo robótico permite elegir entre tres 
métodos de posicionado para alcanzar el lugar deseado y son los siguientes:  
- XYZ Jog: En este modo el brazo robótico se moverá respecto al eje de 
coordenadas situado en la base. 
- Joint Jog: En este modo se puede mover individualmente cada eje del 
motor en formato polar (grados). 
- XYZ Tool: En este modo el brazo robótico se moverá respeto al eje de 
coordenadas situado en el centro la herramienta (En este caso la pinza). 
 
Para el presente proyecto el brazo opera en el modo Joint Jog, es decir 
mueve cada eje independientemente a través de la interfaz háptica alternando en 
un momento entre J1, J2, J3 y J5, J6. No obstante, con este tipo movimiento es 
casi imposible ubicar la pinza en la posición del módulo retenedor (objetivo 1), del 
módulo de montaje (objetivo 2) ya sea para recoger o dejar una pieza y depositarla 
en alguno de los 2 tubos si así se deseara. En la figura 5.12 se puede ver un 
diagrama de bloques de la vista superior de la ubicación de los objetivos y del 
brazo robótico. 
 
La razón de la dificultad de colocar la pinza en alguno de los lugares antes 
mencionados radica en la precisión del operador y en la necesidad de realizar un 
movimiento totalmente vertical (moverse solamente en el eje Z debido a que en los 
objetivos 1 y 2 el margen que queda de la pieza respecto al borde cuando es 
sujetada con la pinza es aproximadamente 0,5 cm a cada lado) de la pinza para lo 
cual es necesario mover todos los ejes, lo cual resulta sumamente difícil de 
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realizar con la interfaz. Es por esto que se utilizo también el modo XYZ Jog. La 
idea en este caso fue programar condiciones de acuerdo a la posición y 
orientación de la pinza y si por medio de la interfaz se presionara el botón de abrir 
o cerrar pinza se envía la posición respectiva. Para hacer esto, además de enviar  
la trama antes mencionada (sección 5.3.2): 
“PRN(J1_Serial,J2_Serial,J3_Serial,J4_Serial,J5_Serial,J6_Serial),M1_Pinza CR”, 
fue necesario enviar un encabezado donde se le indica al controlador el método 
de posicionado, donde si el encabezado es: PRNXYZ las coordenadas que se le 
van a enviar corresponden a XYZ Jog y si el encabezado es PRNJOINT las 
coordenadas corresponden a Joint Jog. 
Módulo 
retenedor
Mesa de trabajo
Brazo Robótico 
RV-2AJ
Tubo 1
Tubo 2
Módulo de 
montaje
 
Figura 5.12  Vista superior de la estación de Robot Festo. 
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5.5 Programación del brazo robótico RV-2AJ 
 
Como se menciono anteriormente el lenguaje de programación del brazo 
robótico de Mitsubishi RV-2AJ es el Melfa Basic IV y el programa CIROS de la 
empresa FESTO fue el que se utilizó tanto para compilar, simular y descargar el 
código que se programó. 
 
En la figura 5.13 se puede ver el diagrama general del programa que corre 
en controlador del robot. Dicho programa es realmente sencillo y a continuación se 
explica cada paso: 
 Primero se fija la velocidad en un 30% por medio de la instrucción “OVRD 
30”. 
 Luego se abre la pinza por medio de la instrucción “HOPEN 1”. 
 Seguidamente se procede a posicionar las cinco articulaciones del brazo en 
la posición que se asigno como inicial: J1 = 0º, J2 = 0º, J3 = 90º; J4 = 0º, J5 
= 90º y J6 = 0º. Para ello se usa la instrucción “MOV JDATA0”, donde 
JDATA0 es una variable de tipo Joint (articulaciones). 
 Ahora se aumenta la velocidad a un 100% con el fin de que el robot se 
mueva lo más rápido posible ante las posiciones que se le indique producto 
del manejo de la interfaz. 
 El siguiente paso es un ciclo donde el brazo del robot permanece 
esperando que le llegue un dato por el puerto serial, para esto antes el 
controlador CR1-571 abrió el puerto serial por medio de la instrucción 
“OPEN "COM1:" AS #1”. 
 Se recibe la trama y se evalúa si el encabezado es igual a XYX. En caso de 
ser así, la trama a decodificar es la siguiente: (X, Y, Z, A, B),Pinza que 
corresponde al valor de la ubicación de la pinza (X, Y, Z afecta a la 
posición, A corresponde al ángulo de cabeceo y B corresponde al valor del 
eje J6) y a la señal de abrir ó cerrar la pinza. En caso de que el encabezado 
sea diferente de XYZ, la trama a decodificar es la siguiente: (J1, J2, J3, J4, 
J5, J6),Pinza que corresponde al valor de cada articulación y a la señal de 
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abrir ó cerrar la pinza. El procedimiento de leer del puerto serial se lleva a 
cabo a través de la instrucción “INPUT #1,C1”, donde C1 es un char que se 
va a comparar con “XYZ” para determinar el método de posicionamiento a 
emplear. Una vez hecho esto, se lee del puerto serial la ubicación y el 
estado de la pinza. Si es XYZ, la instrucción sería “INPUT #1,JPATA1,M1”, 
donde JPATA1 es una variable de tipo POS que contiene el valor de la 
posición y orientación que se estableció para alcanzar unos de los cuatro 
objetivos descritos anteriormente (sección 5.4.1) y M1 es un entero que en 
caso de ser uno provoca que la pinza se cierre y si es cero abre la pinza. 
Por otro lado, si C1 ≠ XYZ la instrucción sería: “INPUT #1,JDATA1,M1”, 
donde JDATA1 es una variable de tipo JOINT que contiene el valor del 
ángulo de cada articulación del brazo que se estableció a través de la 
interfaz y M1 es igual al caso anterior. 
 El siguiente paso es enviar el valor de la fuerza a retroalimentar. En caso de 
que se haya recibido la orden de abrir la pinza el valor a retroalimentar tiene 
un valor de cero mientras que en caso de la orden haya sido de cerrar la 
pinza se retroalimenta un 160. Como se menciono anteriormente este valor 
se escogió porque representa un nivel de fuerza considerable para 
demostrar el objetivo del proyecto, retroalimentar fuerza. El controlador 
enviar la información a la PC por medio de la instrucción “PRINT #1, M2 “, 
donde M2 es un entero que según sea el caso va a valer cero ó 160. 
 Finalmente este proceso se repite n veces, es decir hasta que se le dé stop 
al controlador.   
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Dato recibido
RS-232
Sí
Inicio
Abre pinza
Mover a posición 
inicial
Fija velocidad en 
100%
No
Cerrar Pinza
Fija velocidad en 
30%
No
Envía dato de 
retroalimentar 
fuerza=0
Envía dato de 
retroalimentar 
fuerza=160
Sí
Abre pinza Cierra Pinza
Trama enviada
Valor_Fuerza
PRNXYZNo Sí
Método de 
posicionado
XYZ Jog 
Método de 
posicionado
Joint Jog 
Mueve 
articulaciones
JNT JDATA1
Mueve 
articulaciones
POS PDATA1
Trama enviada:
Método_Movimiento,(J1,J2,J3,J4,J5,J6,),Pinza
 
Figura 5.13  Diagrama general de la programación del brazo robótico. 
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5.6 Movimiento de articulaciones con la interfaz 
 
En la figura 5.15 y 5.16 se observa el esquema para mover las articulaciones 
del robot. Como se ha mencionado anteriormente, por medio del hilo del HDAL de 
la programación se ejecuta en paralelo lo correspondiente al manejador del servo 
y la aplicación principal. Es en esta última donde se da el manejo de la interfaz 
para mover los ejes del brazo robótico. Si el botón cuatro de la interfaz no está 
presionado se pueden mover los ejes J1, J2 y J3 mientras que los ejes J5 y J6 
permanecen inmóviles en la última posición establecida. En caso de presionar el 
botón cuatro ocurre todo lo contrario, los ejes J1, J2 y  J3 son los que permanecen 
en la última posición que se les haya enviado y se procede a mover los ejes J5 y 
J6. 
 
Los tres ejes de la interfaz (x, y, z) se definieron de -200 a +200 (espacio de 
trabajo de la aplicación). Igualmente se asigno una zona neutra que abarca los 
tres ejes desde -70 a +70, esto quiere decir que si el manubrio de la interfaz 
permanece en este rango, no se moverá ninguna articulación del brazo, como se 
observa en la figura 5.14. 
Y
X
Z
Punto 
Neutro
+0,2º +1º-0,2º-1º
-200
70
+200
120-70-120
Punto 
Neutro
-1º
-0,2º
+0,2º
+1º
-200
+200
-70
-120
70
120
-70
-120
70
120
Punto Neutro
Punto 
Neutro
Punto 
Neutro
-1º
-0,2º
+0,2º
+1º
 
Figura 5.14  Manejo de la interfaz háptica. 
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En cuanto al movimiento del brazo, inicialmente se iba a enviar la posición 
que marcara la interfaz, por ejemplo, si en un momento el eje x de la interfaz 
indicaba un ángulo de -200, se enviaba y si se pasaba inmediatamente a +200, 
también, no obstante esto hacia difícil el manejo del brazo ya que este tipo de 
sistema no contaba con una zona neutra y el pulso del operador al manejar la 
interfaz hacía casi imposible colocar la pinza del brazo en una punto especifico. 
Este tipo de manejo presentaba otro problema y era que si se pasaba de -200 a 
+200, durante el movimiento del servo para colocar la articulación según la 
coordenada, la programación en la PC continuaba enviando datos y esto provocó 
que el buffer del controlador encargado de recibir los datos se llenara y generaba 
un error. Esto se pudo arreglar con un delay, no obstante el tiempo que 
permanecía congelado el programa provocaba que el sistema se volviera lento en 
cuanto a su manejo y perdiera fidelidad en los movimientos. 
 
Es debido a lo anterior que se opto por el control del brazo que se observa en 
el diagrama de flujo de la figura 5.15 y 5.16, mientras que en la figura 5.14 se 
puede ver de otra forma el manejo de la interfaz para manipular el brazo, donde si 
cualquier eje de la interfaz se encuentra entre 70 y 120, la articulación 
correspondiente del brazo aumentara de 0,2º en 0,2º, mientras que si se 
encuentra entre -120 y -70 disminuirá de 0,2º en 0,2º. Por otro lado, si cualquier 
eje de la interfaz es mayor a 120º, se dará un aumento de 1º en 1º, mientras que 
si es menor a -120º disminuirá de 1º en 1º.  
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J1 à Eje X interfaz
J2 à Eje Y interfaz
J3 à Eje Z interfaz
J4 à No existe
J5 à Eje Y interfaz
J6 à Eje X interfaz
Botón 4 
presionado
Sí
No
Inicio
Se mueve J5 y J6
Se mueve J1, J2 y 
J3
70<Eje X<120
Eje X>120
No Sí
SíNo J1=J1+0,2
J1=J1+1
70<Eje Y<120
Eje Y>120
No Sí
SíNo J2=J2-0,2
J2=J2-1
70<Eje Z<120
Eje Z>120
No Sí
SíNo J3=J3-0,2
J3=J3-1
Fin
J1=J1
-120<Eje X<    
-70 
Eje X<-120
No Sí
SíNo
J1=J1-0,2
J1=J1-1
J2=J2
-120<Eje Y<    
-70 
J2=J2+0,2
SíNo
No Eje Y<-120 Sí
J2=J2+1
J3=J3
-120<Eje Z<    
-70 
SíNo
No
Eje Z<-120 Sí
J3=J3+1
J3=J3+0,2
 
Figura 5.15  Diagrama para mover el brazo robótico con la interfaz háptica (parte No). 
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J1 à Eje X interfaz
J2 à Eje Y interfaz
J3 à Eje Z interfaz
J4 à No existe
J5 à Eje Y interfaz
J6 à Eje X interfaz
Botón 4 
presionado
SíNo
Inicio
Se mueve J5 y J6
Se mueve J1, J2 y 
J3
Fin
70<Eje Y<120
Eje Y>120
No Sí
SíNo J5=J5-0,2
J5=J5-1
J5=J5
-120<Eje Y<    
-70 
J5=J5+0,2
SíNo
No Eje Y<-120 Sí
J5=J5+1
70<Eje X<120
Eje X>120
No Sí
SíNo J6=J6+0,2
J6=J6+1
J6=J6
-120<Eje X<    
-70 
Eje X<-120
No Sí
SíNo
J6=J6-0,2
J6=J6-1
 
Figura 5.16  Diagrama para mover el brazo robótico con la interfaz háptica (parte Si). 
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Capítulo 6:    Análisis de resultados 
 
Con este capítulo se muestran los resultados producto del sistema descrito 
anteriormente con el que se logró implementar un sistema teleoperado con 
retroalimentación de fuerza a través de una interfaz háptica y un brazo robótico. 
Como se mencionó  anteriormente, el programa principal fue hecho en C++ y corre 
en la computadora siendo el responsable de interactuar con la Novint Falcon tanto 
para procesos de inicialización, lectura de información como posición y estado de 
botones, retroalimentar fuerza a los motores de la interfaz para experimentar una 
sensación háptica, así como lo relacionado al algoritmo de Denavit-Hartenberg y al 
puente que representa la comunicación serial de la computadora con la estación 
de robot Festo. 
 
Las rutinas implementadas para la comunicación entre la computadora y el 
controlador CR1-571 del robot de Mitsubishi fueron probadas inicialmente con un 
PIC 18F2550 dado la facilidad que brinda el microcontrolador al poseer un puerto 
serial y un par de puertos PWM con los que se simuló dos GD a través de dos 
servo-motores. Con esta prueba se concluyo que la única limitante para comunicar 
la interfaz con otro sistema que posea RS-232 es la velocidad con la que este 
procese los datos y pueda volver a leer la información proveniente de la PC. Lo 
anterior fue porque si desde la computadora se enviaban los datos a la velocidad a 
la que el ordenador ejecuta el programa hecho en C++, el PIC era incapaz de leer 
la información por lo que fue necesario agregar delays y ajustarse a la velocidad 
de procesamiento del microcontrolador.  
 
Una vez que se establecido la comunicación bidireccional PC-PIC se 
procedió a probar con el brazo robótico. En este caso nuevamente fue necesario 
insertar delays ya que la velocidad con la que se envía la información de la PC al 
controlador del brazo debe de ser igual o mayor al tiempo que dure el programa en 
ejecutarse más un delay de 15 ms. De no incluirse este delay el buffer del 
controlador encargado de recibir los datos se llena y genera un error “6500”  que 
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según el manual de troubleshooting del controlador indica un error de lectura 
debido a que no fue posible abrir el puerto serial. 
 
Por otro lado, se realizaron cuatros pruebas finales de quince minutos cada 
donde cada una las instrucciones de movimiento que se hicieron con la interfaz 
háptica tuvieron un efecto de accionar las articulaciones del  robot en un 100% de 
los casos, es decir siempre que cualquier eje de la interfaz se ubicara en un valor 
mayor a 70 o menor a -70 el brazo se movió ya fuera que se presionara el botón 
cuatro del Falcon (mueve J5 y J6) o que no se presionara (mueve los ejes J1, J2 y 
J3). De igual manera, durante las pruebas anteriores se probó la comunicación del 
controlador del brazo a la PC obteniendo un 100% de efectividad en la respuesta. 
Esto se logró cerrando y abriendo la pinza, ya que al hacer esto el controlador 
contesta con un valor de fuerza que se ve reflejado en un mayor esfuerzo para 
accionar la interfaz. 
 
Otra prueba que se hizo, fue enviar posiciones específicas a través del 
programa en C++ para los dos métodos de posicionado utilizados en este proyecto 
(XYZ Jog y Joint Jog). En ambos casos la precisión fue de un 100% de exactitud. 
El valor enviado por el puerto serial de la PC se probó contra el valor medido por 
el software CIROS y la botonera (TeachBox). En el caso del método Joint Jog que 
puede mover individualmente cada eje del motor en formato polar (grados) cada  
articulación tomo el valor que se programó mientras que con el método XYZ Jog 
que mueve la pinza respecto al eje de coordenadas situado en la base se logró 
ubicarla en la posición y con la orientación indicada. Cabe destacar que era de 
esperar este tipo de exactitud al manejar al brazo robótico, dado que los 
manipuladores industriales tienen que tener la característica de gozar de una gran 
fidelidad al momento de un movimiento, en particular el RV-2AJ posee una 
repetitividad en la precisión de posicionado de ± 0.02 mm según se indica en la 
hoja de datos del fabricante. 
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En lo que respecta a la retroalimentación de fuerza se logró experimentar 
está sensación de dos maneras. Los resultados del primer caso se muestran en la 
tabla 6.1 donde se observa el efecto de manipular el brazo, es decir en caso de 
que se dé la señal de abrir la pinza ningún eje de la interfaz sufrirá efecto háptico 
al mover cualquiera de los cinco GD del brazo. Caso contrario sucede si se dá la 
señal de cerrar la pinza, ya que los tres ejes del Falcon presentarán un  mayor 
esfuerzo al operador al tratar de accionar cualquier articulación del robot. La idea 
en este caso fue transmitir al usuario el esfuerzo que implica mover algún objeto 
con una masa asociada.  
 
Tabla 6.1  Efecto de la fuerza al manipular la pinza del brazo robótico. 
Acción Nivel de fuerza Comentario 
Abrir pinza Nulo Al presionar el botón 2 de la interfaz 
Cerrar pinza Medio Al presionar el botón 3 de la interfaz 
Mover la interfaz Bloqueado Al situar alguna articulación en una posición final 
 
El segundo caso en que se retroalimento fuerza, fue al tratar de mover 
cualquiera de los cinco GD del brazo robótico que ya estuvieran en una posición 
extrema, es decir que ya no podían girar más a través de su eje. Estos resultados 
se observan en la tabla 6.2 donde cada valor extremo de una articulación es 
diferente dado que no todos los ejes tienen el mismo alcance como se mencionó 
anteriormente en el marco teórico.  
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Tabla 6.2  Efecto de la fuerza al mover cualquier GD del brazo robótico. 
Articulación Posición Articulación Movimiento Efecto Fuerza 
J1 150 J1 ≥ 150 Bloquear 
J1 150 J1 < 150 Nulo 
J1 -150  J1 > -150 Nulo 
J1 -150 J1 ≤ -150 Bloquear 
J2 120 J2 ≥ 120 Bloquear 
J2 120 J2 < 120 Nulo 
J2 -60  J2 > -60 Nulo 
J2 -60 J2 ≤ -60 Bloquear 
J3 120 J3 ≥ 120 Bloquear 
J3 120 J3 < 120 Nulo 
J3 -110  J3 > -110 Nulo 
J3 -110 J3 ≤ -110 Bloquear 
J5 90 J5 ≥ 90 Bloquear 
J5 90 J5 < 90 Nulo 
J5 -90  J5 > -90 Nulo 
J5 -90 J5 ≤ -90 Bloquear 
J6 200 J6 ≥ 200 Bloquear 
J6 200 J6 < 200 Nulo 
J6 -200  J6 > -200 Nulo 
J6 -200 J6 ≤ -200 Bloquear 
 
En la retroalimentación de fuerza el controlador del brazo robótico (CR1-571) 
es el responsable de que esto suceda para el caso del efecto de la pinza, ya que 
es el responsable decodificar la trama que recibe de la pinza y contestar con el 
valor de fuerza que se va a aplicar a los ejes de la interfaz.  
  
En cuanto al algoritmo de Denavit-Hartenberg, se logró validar los datos 
calculados con la ecuación de la matriz número 5 en lo que respecta a posición 
(px, py, pz) y a la orientación (ángulo de cabeceo) por medio del programa CIROS 
que también usa este algoritmo para modelar el brazo robótico. Los valores que se 
usaron para la simulación se aprecian en la tabla 6.1 mientras que en la tabla 6.2 
se compara el valor obtenido con la matriz de transformación homogénea contra el 
valor que provee el software CIROS (se tomó este valor como teórico para calcular 
porcentajes de error). 
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Tabla 6.3  Valores de las articulaciones para probar el algoritmo de Denavit-Hartenberg. 
Articulación  Prueba 1 Prueba 2 Prueba 3 Prueba 4 Prueba 5 Prueba 6 
J1 (º) 0 0 0 125,1 -145,1 -110,2 
J2 (º) 0 0 0 -32,3 110,3 -50,3 
J3 (º) 0 90 90 119,9 -105,1 110,3 
J4 (º) 0 0 0 0 0 0 
J5 (º) 0 0 90 -85 90 -85,2 
J6 (º) 0 0 0 -123,2 125,2 175,4 
 
Tabla 6.4  Resultados de aplicar el algoritmo de Denavit-Hartenberg. 
  
x (mm) y (mm) z (mm) Cabeceo (º) 
  CIROS 0,00 0,00 905,00 0,00 
Prueba 1 Matriz T 0,00 0,00 905,00 0,00 
  Error (%) 0,00 0,00 0,00 0,00 
  CIROS 355,00 0,00 550,00 90,00 
Prueba 2 Matriz T 355,00 0,00 550,00 90,00 
  Error 0,00 0,00 0,00 0,00 
  CIROS 160,00 0,00 355,00 180,00 
Prueba 3 Matriz T 160,00 0,00 355,00 180,00 
  Error 0,00 0,00 0,00 0,00 
  CIROS -20,20 28,70 712,70 2,60 
Prueba 4 Matriz T -20,19 28,73 712,81 2,60 
  Error 0,05 -0,10 -0,02 0,00 
  CIROS -363,50 -253,30 355,20 95,20 
Prueba 5 Matriz T -363,47 -253,56 354,93 95,20 
  Error 0,01 -0,10 0,08 0,00 
  CIROS 47,32 128,33 716,81 25,20 
Prueba 6 Matriz T 47,24 128,40 716,13 25,20 
  Error 0,17 -0,05 0,09 0,00 
 
Como se puede en la tabla 6.2 el porcentaje de error es mínimo, confirmando 
así que el algoritmo de Denavit-Hartenberg y que la tabla 5.2 de los parámetros de   
D-H son correctos. El peor de los casos de acuerdo a la tabla 6.4 corresponde a 
un error del 0.17% en el caso de la prueba número seis para el valor de “x” que 
aún así se considera totalmente despreciable. 
 
Una vez que se obtuvo la posición y la orientación de la pinza se procedió a 
determinar cuáles son posiciones peligrosas y cuáles son las condiciones para 
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acceder alguno de los objetivos. El brazo robótico se trato como un cilindro donde 
de acuerdo al valor del radio “r” se permitió el movimiento como se aprecia en la 
figura 6.1. El radio se calculo con la siguiente ecuación:  
             (7) 
donde el valor mínimo permitido del radio fue de 135 mm, ya que en caso de ser 
menor la pinza corría el riesgo de chochar con los eslabones y la base que forman 
el brazo robótico. 
 
Figura 6.1  Diagrama para evitar que la pinza se golpee a sí mismo. [36] 
 
Una vez hecho esto, se procedió a hacer un barrido la articulación de J1 
desde -150º hasta +150 º con el fin de determinar la altura mínima a la que la 
pinza podía llegar sin golpear la mesa y para poder llegar a la posición de los 
objetivos antes mencionados. El resultado de este análisis se resume en la tabla 
6.5. 
 
Tabla 6.5  Condición para evitar choques de la pinza contra la mesa y consigo mismo. 
J1 (º) Radio (mm) Z (mm) 
-150 ≤ J1 < 33 r ≤ 135 Z ≤ 140 
33 ≤ J1 < 136 r ≤ 135 Z ≤ 240 
 J1 ≥ 136 r ≤ 135 Z ≤ 140 
 
De acuerdo con la tabla anterior si el J1 se encuentra entre -150º y 33º la 
pinza solo puede ubicarse a una altura que se mide desde la base hacía arriba de 
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140 mm mientras que si está entre 33º y 136º solo se permite bajar una altura de 
240 mm debido a que es la parte de los tubos como se aprecia en la figura 6.2. 
Una vez que se pasa la sección de los tubos de descargue, la altura permitida es 
nuevamente 140 mm. 
 
En el caso de los objetivos establecidos para este proyecto, las condiciones 
que se deben de dar para poder alcanzarlos se resumen en la tabla 6.4. Cabe 
destacar que entre todas las condiciones existe la operación AND, es decir, todas 
deben de cumplirse o de lo contrario no se puede alcanzar la posición establecida 
como objetivo. 
  
Tabla 6.6  Condición para alcanzar alguno de los 4 objetivos de estación de robot Festo. 
Objetivo Cabeceo (º) J1 (º) Z (mm) Requisito 
Módulo retenedor θ ≥ 160 -9 ≤ J1 < 8 Z ≤ 140 Presionar botón 2 ó 3 interfaz 
Módulo montaje θ ≥ 160 20 ≤ J1 < 33 Z ≤ 110 Presionar botón 2 ó 3 interfaz 
Tubo 1 θ ≥ 160 54 ≤ J1 < 74 Z ≤ 260 Presionar botón 2 interfaz 
Tubo 1 θ ≥ 160  96 ≤ J1 < 116 Z ≤ 260 Presionar botón 2 interfaz 
 
Otro punto importante a destacar es que para el módulo de montaje se 
permitió que la pinza tuviera una altura menor porque este objetivo se encuentra 
en nivel más bajo de la mesa de trabajo.  
Módulo 
retenedor
Mesa de trabajo
Brazo Robótico 
RV-2AJ
Tubo 1
Tubo 2
Módulo de 
montaje
+150º-150º
0º
J1 J1
 
Figura 6.2  Vista superior de la estación de Robot Festo.  
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Capítulo 7:    Conclusiones y recomendaciones 
 
6.1 Conclusiones 
 
 Se logró programar la interfaz háptica para controlar las cinco articulaciones 
del robot Mitsubishi, alternando entre mover las tres primeras articulaciones 
en un momento y las otras dos restantes al presionar el botón derecho de la 
interfaz háptica. 
 
 El robot Mitsubishi es capaz de recibir y enviar datos mediante el puerto 
serial de programación e interactuar con otros dispositivos tales como una 
PC. 
 
 Se logró retroalimentar una sensación de fuerza al mover un objeto 
mediante la interfaz háptica basando en el modelo del resorte. 
 
 Se bloqueo la interfaz háptica en los ejes que correspondían a una 
articulación del brazo robótico que ya no podía girar más.   
 
 Se alcanzó un éxito del 100% en la respuesta del brazo robótico ante 
movimientos de la interfaz si se envían datos cada 15 ms o en más tiempo. 
 
 Es posible lograr una precisión menor de 0,5º en la colocación de la pinza 
del brazo robótico en una posición determinada.  
 
 Se logró obtener la posición y orientación (cinemática directa) del brazo 
robótico RV-2AJ de Mitsubishi utilizando el resultado del algoritmo de 
Denavit-Hartenberg. 
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6.2 Recomendaciones 
 
Es importante mencionar mejoras que se le puedan hacer al proyecto, o bien 
que forme parte de otro proyecto, de ahí surgen las siguientes observaciones y 
recomendaciones. 
 
 Utilizar el sensor que trae el brazo robótico en la pinza que distingue piezas 
por el color (negra/no negra) para determinar si la pinza está manipulando 
algún objeto o si simplemente se encuentra cerrada pero sin ninguna pieza. 
 
 Agregar un PLC al controlador CR1-571 a través de una tarjeta adicional 
conectada al controlador CR1-571 con el fin de tener una entrada analógica 
para poder incorporar un sensor de peso o de presión y así tener una mejor 
percepción de la realidad a través de la fuerza que se retroalimente a la 
interfaz. 
 
 Sustituir la PC por algún tipo de sistema embebido capaz de realizar la 
tarea de comunicar la interfaz con el controlador del brazo. 
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8 Apéndices 
 
8.1 Glosario y abreviaturas 
 
Algoritmo de Denavit-Hartenberg: Método sistemático para describir y 
representar la geometría espacial (posición y orientación) de los elementos de una 
cadena cinemática (de un robot)  con respecto a un sistema de referencia fijo. 
 
Automatización: Uso de sistemas o elementos computarizados y 
electromecánicos para controlar maquinarias y procesos industriales sustituyendo 
a operadores humanos. 
 
Abstracción: Consiste en aislar un elemento de su contexto o del resto de los 
elementos que lo acompañan. En programación, el término se refiere al énfasis en 
el "¿qué hace?" más que en el "¿cómo lo hace?" o bien se puede ver como el 
concepto de caja negra. 
 
Capa de abstracción: Forma de ocultar los detalles de implementación de ciertas 
funciones. 
 
Campo de trabajo: Es el volumen espacial dentro del cual el robot puede situar el 
extremo de su muñeca para interactuar con objetos. 
 
Cinemática del robot: Se interesa por la descripción analítica del movimiento 
espacial del robot como una función del tiempo y en particular por las relaciones 
entre la posición y la orientación del extremo final del robot con los valores que 
toman sus coordenadas articulares. 
 
CIROS: Es un sistema general de simulación en 3D, representa una herramienta 
profesional para llevar a cabo el modelado, la programación y la simulación de un 
entorno industrial. 
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Grados de libertad: Esta definido por el numero de articulaciones en las que se 
puede mover el robot sin contar el movimiento propio de la pinza de sujeción. 
 
Háptica: Se refiere a la sensación del tacto. La háptica es el área que estudia e 
investiga cómo puede mezclarse el sentido del tacto con un mundo virtual. 
 
LIRA: Laboratorio de Investigación en Robótica y Automatización. 
 
Matriz de transformación homogénea (T): Matriz de 4x4 que sirve para girar y 
rotar un vector referido a un sistema de referencia fijo ó para expresar la 
orientación y posición de un sistema de referencia O’UVW con respecto a otro fijo 
OXYZ.   
 
Robot industrial: Manipulador automático servo-controlado, reprogramable, 
polivalente, capaz de posicionar y orientar piezas, útiles o dispositivos especiales, 
siguiendo trayectoria variables reprogramables, para la ejecución de tareas 
variadas. 
 
SDK: Kit de desarrollo de software o por sus siglas en ingles (software 
development kit), hace referencia a un conjunto de herramientas de desarrollo que 
le permite a un programador crear aplicaciones para un sistema concreto. 
 
Teleoperación: Extensión de capacidades sensoriales y destreza humana a una 
localización remota. 
 
Telerobótica: Forma evolucionada de teleoperación y se define como el conjunto 
de tecnologías que comprenden la monitorización y reprogramación a distancia de 
un robot por un ser humano.  
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8.2 Hoja de información del proyecto 
 
Información del estudiante: 
Nombre: Edgar Fonseca Gentilini 
Cédula: 7-0169-0407   Carné ITCR:  200440541 
Dirección de su residencia en época lectiva: Catago, 200 m oeste de la 
entrada principal del TEC y 50 m sur 
Dirección de su residencia en época  no lectiva: Limón, Siquirres, Barrio San 
Martín, Urbanización Merayo, casa # 30. 
Teléfono en época lectiva: 8825-2473   
Teléfono época no lectiva: 2768-6134 
Email: gentilini20@gmail.com     
 
Información del proyecto: 
Nombre del Proyecto: Sistema teleoperado de un brazo robótico Mitsubishi RV-
2AJ por medio de una Interfaz Háptica con retroalimentación de fuerza 
Área del Proyecto: Control automático, automatización, mecatrónica, robótica y 
programación. 
Información de la empresa: 
Nombre: Instituto Tecnológico de Costa Rica 
Zona:  Cartago 
Dirección: De la esquina suroeste de los Tribunales de Justicia de Cartago 500 
m sur y 500 m este. 
Teléfono: 2550-2257   Fax: 2591-6629    Apartado: 159-7050 Cartagi, Costa Rica 
Actividad Principal: Educación Universitaria 
 
Información del encargado en la empresa: 
Nombre: Ing. Arys I. Carrasquilla Batista, M.C. 
Puesto que ocupa: Profesora  e Investigadora 
Departamento: Escuela de Ingeniería Electrónica 
Profesión: Ingeniera en Electrónica y Máster en Computación. 
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Electrónica 
Teléfono: 2550-9184  Ext.: 9184  
Email: acarrasquilla@itcr.ac.cr 
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9 Anexos 
 
9.1 Hojas de información técnica 
 
9.1.1 Microcontrolador PIC 18F2550 
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9.1.2 MAX232 
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9.1.3 Servo motor FUTABA 
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9.1.4 Estación de robot Festo  
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