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Finding	  Informa-on	  Leaks	  in	  Javascript	  
Tommy	  Ashmore	  
Can	  browser	  add-­‐ons	  leak	  your	  
personal	  informa-on?	  
How	  can	  we	  detect	  informa-on	  leaks?	  
	  
Currently,	  Mozilla	  volunteers	  manually	  inspect	  the	  source	  of	  
popular	  addons	  for	  leaks.	  Our	  tool	  helps	  automate	  this	  process.	  	  
	  
We	  create	  a	  graph	  of	  informa?on	  ﬂow	  between	  program	  
statements.	  By	  tracing	  backwards	  from	  a	  call	  that	  sends	  data	  to	  
the	  internet,	  we	  can	  determine	  whether	  sensi?ve	  informa?on	  
may	  be	  leaked.	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  Filesystem	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Website	  
Passwords	  
Internet	  
Yes,	  some	  do!	  
Can	  the	  tool	  be	  improved?	  
	  
Our	  analysis	  oIen	  reports	  poten?al	  leaks	  where	  
none	  exist.	  We	  can	  help	  users	  iden?fy	  false	  posi?ves	  
by	  classifying	  diﬀerent	  types	  of	  data	  dependence.	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i = 10
sum = 0
while (true) {
    sum += i
    if (i == 0)
        break
    i--
}
print(sum)
 
 
Excep?ons	  and	  goto	  statements	  alter	  the	  order	  of	  
statement	  execu?on.	  It's	  tricky	  to	  determine	  how	  they	  
aﬀect	  data	  ﬂow.	  Our	  current	  method	  could	  be	  improved.	  
Read	   Write	  
x 
x z 
y 
x w 
w, y o.f 
w, z 
z, o.f v 
x = new A() 
z = x 
y = new B() 
w = x 
w.f = y 
if (w == z) { 
  v = z.f 
} 
The	  analysis	  requires	  us	  to	  approximate	  the	  program's	  
behavior.	  We	  use	  abstract	  interpreta?on	  to	  determine	  when	  
two	  pointers	  could	  reference	  the	  same	  memory	  loca?on.	  
All	  images	  belong	  to	  T.	  Ashmore	  and	  V.	  Kashyap,	  with	  the	  excep?on	  of	  company	  logos.	  
The	  FireFox	  logo,	  Chrome	  logo,	  SurfCanyon	  logo,	  AdBlock	  Plus	  logo,	  and	  Ghostery	  logo	  belong	  to	  
Mozilla	  Founda?on,	  Google,	  Surf	  Canyon,	  Imprint,	  and	  Evidon,	  respec?vely.	  
x	  =	  new	  A()	   w	  =	  x	   if	  (w	  ==	  z)	  
y	  =	  new	  B()	  
z	  =	  x	  
v	  =	  z.f	  w.f	  =	  y	  
