Abstract. In the pervasive computing era, mobile phones and personal digital assistants are widely used for data collection. The traditional user interfaces which are employed for data collection in personal computer environments are to be modified appropriately for the mobile environment. Because, it is difficult to display full interface on a single mobile screen due to the limitation of the mobile phone screen size. Interface tailoring methods are investigated in the literature for designing user interface for mobile screens. In the literature, temporality-based approach is proposed for designing efficient user interface for personal computer environment. In this paper, we extend the notion of attribute temporality to interface tailoring methods and propose an improved user interface design approach for small screens. The analysis on the real-world datasets shows that the proposed approach can be used for better user interface design for small screens.
Introduction
Mobile phones and personal digital assistants are used for data collection in modern information systems. It is true that mobile phones and personal digital assistants provide significant advantages due to pervasive nature of communication and computing abilities. However, due to small screen size and other factors, the design of UI forms for mobile devices is a challenging task as the approaches used to design UIs for personal computer (PC)-based systems can not be extended for mobile devices in a straightforward manner [5] . So, appropriate methods are to be investigated to device efficient UIs for mobile environment. Normally, the large UI form in PC environment is divided into multiple small UI forms by considering small screen size in the mobile environment. As a result, user has to go through multiple screens which increases navigational burden. In addition, it also increases both cost of data-entry and maintenance. So, developing efficient UI methods for mobile environment is an ongoing research problem.
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In the literature, interface tailoring approaches are investigated to develop UI forms for mobile devices [1, 4] . In these approaches, the PC-based UI is divided into multiple screens (or high-level components) in such a way that the UI can accommodate in a mobile screen. The research issue is how to divide a large UI form into small UI forms (or screens) to reduce the navigational burden and improve the efficiency to the extent possible.
For PC-based systems, context-based approach (CA) [11] is followed for designing the UI forms. Recently, context-based approach with attribute temporality (CAAT) [7] has been proposed to reduce the navigational burden in UI forms for PC-based systems by exploiting the notion of "attribute temporality". The attribute temporality value indicates the active period of the attribute during which the attribute receives values. The attributes of a given context are clustered into several active-contexts based on the temporality of attribute and UIs are designed for each active-context. It was found out that the CAAT approach improves the UI performance by reducing the navigational burden significantly.
It was observed that there is a scope to design efficient UI by reducing the size of UI for small screens by extending the notion of attribute temporality to mobile environments. In this paper, we made an effort to propose an improved UI approach for small screens by extending the notion of attribute temporality to interface tailoring approaches. We have carried out analysis by considering real world dataset. The analysis results show that the proposed approach has a potential to improve the performance for mobile environments.
The rest of the paper is organized as follows. In the next section, we discuss the related work. In section 3, we present the overview of the existing approaches. In section 4, we explain the proposed approach. The analysis results and discussion are provided in Section 5. The last section consists of summary and conclusions.
Related Work
In this section, we discuss the related work in the area of UI design tools and approaches in both mobile and PC-based environments.
UI Design Tools for Mobile-Based Systems
Multi-User Publishing Environment (MUPE) [2] is an open source platform developed to enable multi-users to publish and communicate with each other. MUPE allows a user to generate a mobile UI form interactively and send this form by expecting the data from his/her contact list. This application will also generate an integrated view of the data received by the mobile UI form.
A template-based approach to generate UI for mobile phone is presented in [3] . In this work, a UI design templates generator is proposed for UI designers to easily and quickly create the UI templates for mobile phone. The developed UI templates can be fine tuned with a visual UI authoring tool to generate the UI prototype for the target mobile phone system.
UI Design Approaches for Mobile-Based Systems
The problem of division of large interface into numerous small screens is identified in [1, 4] . User interface tailoring [4] is a solution to such problem, which tailors information based on the mobile devices screen. In this approach, the information is tailored to display only the important information on the interface. This approach does not guarantee the integrity of information [1] . Another approach is dividing large PC interface into smaller ones such that it can match the size of the mobile phone screen [1] . In this method, the large interface is divided into small screens. The issue is to investigate improved approaches to reduce the navigational burden as far as possible.
UI Design Tools in PC-Based Systems
Brad Myers [15] surveyed the state of the art of UI software tools. The existing UI design tools are classified into categories such as language-based tools, interactive graphical specification tools and model-based generation tools. All these models are based on the dynamic behavior of a UI as well as the way as to how the designer can specify the layout. There exist tools which allow to design UI interactively, or which automatically generate the UI from a high-level model or specification. These tools also enable the UI developer to customize their design-output.
User Interface Management Systems (UIMSs) consist of UI construction tools which are used mainly to construct the dialogue component of the interface. The UIMS significantly reduces the time required to develop an interface and also the chances of errors to a minimum because the designer is dealing with a compact and higher level of specification. A high-level UIMS which automatically generates the lexical and syntactic design of GUIs is presented in [19] based on the given description and user preferences. Similar approaches have been used in the Menu Interaction Kontrol Environment (MIKE) [16] and User Interface Design Environment (UIDE) [10] . MIKE automatically generates textual interfaces from a description of the semantic commands supported by the application. The designer then adds the graphical interaction facilities to the interfaces generated by MIKE. UIDE provides a high-level conceptual design tool in which the designer describes the UI as a knowledge base. UIDE can algorithmically transform the knowledge base into a number of functionally equivalent interfaces, each of which is slightly different from the original interface. The transformed interface definition can then be input to a UIMS which implements the UI.
Egbert Schlungaum [17, 18] summarizes the area of model-based UI software tools in order to prepare a basis for automatic UI generation. Efforts are made to create a common declarative model to specify the necessary information for automatic UI generation by combining various model-based UI approaches. A system called TADEUS was developed that takes requirement analysis as the input and generates UIs.
UI Design Approaches in PC-Based Systems
A survey was conducted on context-aware system in [12] . This survey presented common architecture principles of context-aware systems and derived a layered conceptual design framework to explain the different elements common to most context-aware architectures. These design principles are used to introduce various existing context-aware systems focusing on context-aware middleware and frameworks, which ease the development of context-aware applications.
A survey was conducted in [11] to understand context and context-aware applications. The concepts such as context and context-aware computing are defined. These definitions assist to understand the boundaries of context-aware computing, and facilitate application designers for selecting the context to use, structuring the context in applications, and in deciding what context-aware features to implement.
For improved UI design, the notion of attribute temporality was exploited in [7] . Given a context and temporal values, this approach divides context into several active-contexts. UIs are designed for all active-contexts.
About the proposed approach:
In the mobile environment, interface tailoring approaches are investigated to tailor the PC interface to fit in small mobile screens. However, it was observed that the notion of attribute temporality can improve the performance by further reducing the navigational burden. In this paper, we have made an effort to improve the performance of interface tailoring methods to design UI forms for small screens by extending the notion of attribute temporality.
Overview of Context-Based and Interface Tailoring Approaches
In information systems, UI is a place where the user interacts with the database systems to populate the data. In this section, we briefly discuss the context-based approach with attribute temporality and interface tailoring approaches.
Context-Based Approach with Attribute Temporality (CAAT)
Normally, context-based approach (CA) [11] is followed for designing UIs in PCbased systems. In context-based approach, the UI forms are designed for each context. The context refers to a particular task or activity of an information system. In information systems, it can be observed that some attributes receive data for certain time period and they do not receive values during the remaining time period. This notion is called attribute temporality. By extending the notion of attribute temporality on CA, it is possible to design better UIs. In this approach, the notion of active-context is defined which is set of attributes that receives values for a fixed time period. In the context-based approach with attribute temporality (CAAT) [7] , the attributes of a given context are divided into several small active-contexts and UIs are designed for each active-context.
The CAAT approach divides the context into several active-contexts. Based on the timing of the data-entry, appropriate active-context is displayed to the user. In CA, all the attributes are shown to the user for the data-entry. Whereas, in CAAT, only the attributes of corresponding active-contexts are shown. Since the number of attributes in active-context is small as compared to the number of attributes in entire context, the performance is improved. The method to divide the given context into active-contexts is as follows. The algorithm is given in [7] . The Jaccard coefficient [20] similarity criteria is employed to find the similarity between the two active-contexts. Initially, the attributes of a given context are clustered into day-wise active-contexts (the attributes valid on a day) at 'Level-0'. The merging process starts at 'Level-0' with the first two contiguous active-contexts. When the similarity value of these two contiguous active-contexts is greater than or equals to the given similarity threshold, they are merged into a single active-context. The newly generated active-context is again merged with the next contiguous active-context if the similarity value exceeds the threshold value. Otherwise, the same process is repeated from the next consecutive active-context. All these newly generated active-contexts form the active-contexts at 'Level-1'. The process is repeated for the active-context in 'Level-1' to form higher level active-context. In this way, finally, all the active-contexts are merged into a single largest active-context at 'Level-n'. The appropriate active-contexts are selected for designing UI.
We explain the process of finding the active-contexts through an example.
Example 1:
Consider the sample data in Table 1 . In this table, column one contains the name of the attributes and the other column contains active duration of the corresponding attributes in days. In this column, the starting day and ending day, during which the attribute receives the values, are shown. The
Fig. 1. Clustering processes to find active-contexts in CAAT approach
period which the attribute receives the values is called duration. The maximum duration for this sample data is 15 days. The attributes are clustered into different active-contexts. The hierarchy of derived active-contexts is shown in Figure  1 . In this figure, each node (active-context) is consisting of three values. The first value shows the duration, the second value shows the attributes and the final value indicates the number of attributes for the corresponding duration. The 'Level-0' shows the initial active-contexts, 'Level-1', 'Level-2' and 'Level-3' are the active-contexts at different levels. The final hierarchy is generated based on the above procedure. Initially, day-wise active-contexts are generated, the attributes active in a day are grouped together based on the durations. As a result, 15 active-contexts are generated. These day-wise active-contexts are merged to higher level active-contexts based on the similarity between the active-contexts. Let us use Jaccard coefficient as the similarity metric to merge the two active contexts. Let the similarity threshold value be 0.9. The merging process is repeated to merge all the active-contexts into a single large active-context. In Figure 1 , 'Level-0' contains day-wise active-contexts and 'Level-1' to 'Level-3' contain the corresponding active-contexts. At 'Level-3', all the attributes are merged into a single large active-context. The final active-contexts are extracted from 'Level-2', where the temporality of each active-context is distinct and average number of attributes in each active-context is minimum. The dotted circle in the figure shows the layer of active-context. As a result, four active-contexts are extracted for the durations 1-5, 6-8, 9-11 and 12-15. For these active-contexts the UI forms are designed. 
Interface Tailoring Approach
Interface tailoring refers to the ability to customize and optimize an interface according to the context in which it is used [6] . Tailoring of the interface design includes the capability of adaptation of content delivery to various devices, which preserve consistency and usability of the service [4] . One of the interface tailoring approaches namely, a constrained-based UI method [1] is proposed to tailor the PC-based UI such that it matches the mobile screen using componenttree.
In this approach, the attributes are divided into several components by considering the constraints of mobile screen. Suppose, we take number of attributes to be displayed in the screen as a constraint. Based on this constraint, a component tree is built starting from high-level components to attribute levels. The attributes in the component-tree can be displayed in mobile UI using either depth-first principle or breadth-first principle.
In summary, using interface tailoring approaches, the attributes of given UI form for PC-based systems are divided into multiple high-level components such that each component or sub-component can fit into the mobile screen.
Proposed Interface Tailoring with Attribute Temporality (ITAT) Approach
The notion of "attribute temporality" can be exploited to interface tailoring approach to improve the performance. So, given the context, we apply attribute temporality and select appropriate active-contexts which match the screen size of mobile phone. If number of attributes are more in an active-context such that it can not fit into a mobile phone, interface tailoring approach is followed to divide the active-context into small screens. We call the proposed approach as "Interface Tailoring with Attribute Temporality (ITAT)". It contains two phases. In the first phase, we identify the active-contexts from the given context and in the second phase, we apply interface tailoring approach for such active-contexts whose size is more than the user-specified mobile screen size.
-First phase of ITAT:
To find the active-contexts, we modify the CAAT algorithm [7] by including the notion of active-context tree (AC tree) which contains all the extracted active-contexts. The algorithm takes the context 'C' as the input and generates AC T ree as the output. Initially, smaller day-wise ACs are generated. These day-wise ACs are merged into larger ACs at various levels and finally they form a single largest AC. All the extracted ACs, starting from day-wise to the single large AC, are inserted into AC tree. Next, we find set of ACs which fit in a mobile screen by traversing the AC tree. The tree traversal starts from the large AC. If the number of attributes in a node either equals or less than the number of attributes that can fit in the mobile screen, the node is selected as an AC for mobile screen and all the other child nodes are not processed further. If the number of attributes in a node exceeds mobile screen size, the lower level nodes are further traversed. This process continues until the entire AC tree is covered.
-Second phase of ITAT: In the phase, we find the large ACs from a set of the selected ACs for applying the interface tailoring approach. The algorithm reads ACs from the selected ACs sequentially starting from the beginning. If the number of attributes are less than or equal to the mobile screen size then normal UI is generated. Otherwise interface tailoring approach is followed to generate UI. We take the mobile screen size as a constraint, that is number of attributes to be displayed on the mobile screen as a constraint. Based on this constraint, an attribute-tree is built starting from high-level components to attribute levels. The attributes in the attribute-tree can be displayed in mobile UI using breadth-first principle.
The proposed approach is explained with the following example.
Example 2:
Continuing with the Example 1, let the mobile screen size, (M SS) be 6. It means a mobile screen can accommodate 6 attributes for taking input. We explain the method to extract active-contexts, later we explain the interface tailoring approach. An AC T ree is built as shown in Figure 1 . However, the active-context lies between 'Level-0' to 'Level-3' that is from day-wise active-context to final single active-context. The tree traversal starts from 'Level-3' to 'Level-0'. The node at 'Level-3' consists of 10 attributes. This node cannot fit in the mobile screen. The traversal goes to the first node in 'Level-2', start reading node by node at this level. The nodes having the durations 1-5 and 6-8 are selected as the AC by discarding the child nodes of the selected nodes, that is, child nodes at 'Level-0' and 'Level-1'. The next two nodes are having 7 attributes which cannot fit in the mobile size. Now, the control goes to the corresponding child nodes at the lower level that is at 'Level-1'. Here nodes having durations 9-9 and 11-11 are selected as ACs. At the end, the control goes to 'Level-1' to the final leaf nodes, find the rest of the nodes having durations 10-10, 12-12, 13-13, 14-14 and 15-15, and are selected as ACs as these are the final leaf nodes. After completion of this phase, we have the durations 1-5, 6-8, 9-9, 10-10, 11-11, 12-12, 13-13, 14-14 and 15-15 as the active-contexts.
We apply the second phase on the selected active-contexts. Among the selected active-contexts, the active-contexts at the durations 10-10 and 12-12 cannot fit in the mobile screen as they have 7 attributes in each of the ACs. For these two ACs interface tailoring approach is followed and for the other ACs normal approach is followed to generate UI. The attribute-tree is built with the attributes in activecontexts for duration 10-10 and 12-12 nodes. The sample attribute is shown in the Figure 2 for active-context at duration 10-10. The attributes in this figure are divided into two 'Screens', 'Screen 0' consisting of 6 attributes and the 'Screen 1' has one attribute.
Performance Analysis and Discussion

Performance Analysis
We have conducted performance analysis by considering the UI form data for eSagu [9, 13] system. In eSagu system, the farmer communicates about the crop problem by capturing photographs and filling in the corresponding crop observation (UI) form and sends it to agricultural experts through eSagu portal. Agricultural experts deliver the expert advice based on the crop photographs and data received through the crop observation form. Each crop observation form consists of about 120 attributes on an average. All these attributes are spread over to the entire crop season that starts from sowing stage to harvesting stage. Individual UIs are created by considering each crop as a context.
We have taken contexts of five crops and applied IT approach and calculated the number of mobile screens, by considering mobile screen size as 5 attributes. We applied the proposed approach and calculated the number of mobile screens required. It was found out that the proposed approach reduced the number of mobile screens required as compared to IT approach. The results of the analysis for the five crops are shown in Tables 2. In this table, the first column indicates serial number, the second column shows the crop name (context), and the third column shows the number of mobile screens in IT and the final column shows the number of mobile screens in ITAT approach. It can be observed that, there is a reduction of 7, 6, 7, 13, and 12 screens are reduced for cotton, chilli, rice, maize and sunflower data-entry forms respectively.
We now discuss how reduction in number of mobile screens are obtained in case of UI form for cotton crop. The cotton crop has 106 attributes with 180 days cycle. The temporality values of the attributes are collected with the help 
Discussion
The proposed approach provides opportunity to improve the performance of UI for mobile screens. However, the performance improvement depends upon several factors which are discussed as follows.
Performance improvement is application dependent:
The proposed approach depends on the notion of temporality. But UI attributes of only certain class of applications exhibit attribute temporality. Also, the proposed approach performs better if more number of attributes in UI form exhibit temporality property. In our analysis on real world dataset, it was observed that there are about 30 attributes which could not exhibit temporality property and appeared in all active-contexts. So, the performance could be higher, if more number of attributes exhibit temporality property. Still, the results with the proposed approach are encouraging. 2. Requires extra effort to extract temporality values: The proposed approach requires extra effort in identification of attribute temporality in a proper manner. Temporality values can be extracted in two ways: one is during requirement analysis phase and the other is by analyzing the past data-entry patterns.
3. Performance depends on mobile screen size: Currently, mobile devices are available with varying screen sizes. If the screen size increases, more active-contexts can be fit into one mobile screen. As a result, performance could be improved.
Summary and Conclusions
For mobile devices, UIs design is a challenging task due to small screen size and other constraints. Interface tailoring methods are employed to design UIs for small screens. In this paper, we have proposed an improved approach to design UI forms for small screens by extending the notion of attribute temporality to interface tailoring approaches. The analysis results on the real dataset show that the proposed approach has the potential for improving the UI performance in mobil environment. As a part of future work, we are planning to investigate the index-based approaches using the notion of attribute temporality for designing improved UI for mobile environments.
