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Práce pojednává o analyzování HTTP provozu a moznosti logování HTTP komunikace.
Naleznete zde popis komunikace HTTP a HTTPS protokolu, porovnání již existujících ana-
lyzačních programů. Důležitá část je rozšíření httpry programu o zachycení HTTPs komu-
nikace a ukládání do databáze MySQL a následném uživatelsky přívětívém zobrazení na
webu. Závěr pojednává o dalších možnostech rozšírení.
Abstract
The work deals with analyzing the HTTP traffic and HTTP traffic logging capabilities. You
will find a description of communication HTTP and HTTPS protocols, compared existing
analyzing programs. An important part is the extension program httpry to capture HTTPs
communications and storage to MySQL database and then display on the user-friendly site.
The conclusion discusses the possibilities of further extension.
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Internet využívají snad již všichni. Stal se běžnou součástí našeho života. Jedná se o skoro
bezednou studnici informací, kterou již běžně používáme ve školách, zaměstnáních nebo
jen pro naše potěšení. Není proto divné, že například zaměstnavatelé chtějí mít přehled,
jaké internetové stránky jejich zaměstnanec navštěvuje a zda se věnuje své práci či nikoliv.
Zaměstnavatelé mají samozřejmě i možnost blokovat přístupy na některé weby případně
opačně - povolit návštěvnost jen určitých webových stránek či služeb.
Právě v této situaci by Vám měla pomoci tato práce. Dozvíte se jak fungují internetové
stránky. Dále se dozvíte o možnosti logování a analyzování webových stránek. Je zde popsán
způsob komunikace protokolu HTTP - nativní protokol webu a protokolu HTTPS, který
rozšiřuje HTTP protokol o zabezpečení proti odposlechu a jiným útokům. To vše naleznete
v kapitole Rozbor problematiky 2.
Cílem této práce není jen teoreticky popisovat protokoly internetu, ale ukázat tyto vědo-
mosti v praxi. K tomuto účelu slouží kapitola Návrh implementace. Navrhuje se zde systém
pro logování dat a následné přehledné a uživatelsky přívětivé zobrazení těchto dat pomocí
internetových stránek.






Informace k této kapitole byly získány převážně z knihy Hacker Proof [19].
Protokoly jsou pravidla a standardizují způsob komunikace. Protokol HTTP nebo–li
Hypertext Transfer Protokol je primárně používán pro internetové stránky www (World
Wide Web). Slouží pro přenos dat mezi klientem a serverem. Klientů pro práci s HTTP
existuje několik a nejznámější jsou internetové prohlížeče jako Internet Explorer, Mozilla,
Firefox, Safari či Google Chrome. Při prohlížení webových stránek komunikuje váš prohlížeč
s webovým serverem (vyměňují si zprávy) právě pomocí protokolu HTTP.
Tento protokol je vystaven nad protokoly TCP/IP, které zajišťují spolehlivý přenos
dat. V OSI modelu ho nalezneme až v aplikační vrstvě. Je to protokol textový a funguje
na principu dotaz odpověď neboli transakce. Pokud v URL prohlížeče neuvedeme jinak
předpokládá se, že server, na který posíláme dotaz, naslouchá na portu 80. Existuje i jiný
port, na kterém by se dala předpokládat komunikace, a to port 8080 přesto protokol může
používat i jiné porty 2.1.1.
2.1.1 URI a URL
Důležitá část HTTP protokolu je URI (Uniform Resource Identifier). URI je textový řetězec,
který specifikuje umístění objektu na webu. Skládá se z URL (Uniform Resource Locator)
a URN (Uniform Resource Name).
URL vypadá následovně:
<schéma>:<specifická část>
Syntaxe pro HTTP protokol vypadá takto:
<schéma>://<počítač>:<port>/<cesta>?<parametry>#<kotva>
schéma - http
počítač - IP adresa počítače nebo jméno v DNS nebo hosts
port - určuje cílový port, v případě nezadání se použije port 80
cesta - cesta k objektu na severu
parametry - další parametry
kotva - posune v prohlížeči na pozici kotvy v zobrazeném dokumentu
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2.1.2 Verze protokolu
HTTP tak jako většina protokolů prošla určitým vývojem v čase. Všechny verze jsou zpětně
kompatibilní.
• HTTP 0.9
– Jedná se o první verzi.
– Podpora pouze metody GET.
– Používá pouze Simple-Request a Simple-Response.
– Neobsahuje hlavičku zprávy proto chybí informace o MINE (Multipurpose Inter-
net Mail Extensions). Klient se musel pokusit zjistit typ přenášeného souboru
sám.
– Tato verze byla publikovaná v roce 1991[10].
• HTTP 1.0
– Nové metody: HEAD, POST.
– Podpora zpráv Full-Request a Full-Response.
– Pro identifikaci dokumentu již obsahuje informaci MINE.
– Publikováno 1996 v rfc 1945[11]
• HTTP 1.1
– Další metody: CONNECT, PUT, OPTIONS, DELETE, TRACE . . .
– Umožňuje udržovat TCP spojení mezi klientem a serverem. Jde o keep-alive con-
nection.
– Nově v hlavičce host. Podpora více domén na jedné IP adrese.
– Popsáno v rfc 2068[17] a později aktualizováno v rfc 2616[18]
HTTP verze 1.1 umožňuje udržovat spojení se serverem. Znamená to, že pokud existuje více
dotazů na daný server není pokaždé nutné navazovat nové a nové TCP spojení. Redukuje
se tak zátěž serveru a zvyšuje se rychlost odezvy.
Zda-li načítáme webovou stránku, kde se vyskytuje několik obrázků, javascriptů či ji-
ných dokumentů, na každý objekt je vždy potřeba použít transakci 2.1.3. Pokud si spojení
udržíme, stačí nám navázat spojení jen jednou, jinak musíme pro každou transakci vytvořit
spojení nové.
2.1.3 Transakce HTTP
Transakce se skládá ze čtyř bodů. Ukázku transakce naleznete na obrázku 2.1, který byl
převzat z knížky Hacker Proof [19].
1. Ustanovení spojení - jedna se o navázání spojení přes TCP/IP
2. Klient zašle požadavek - viz 2.1.4
3. Server zašle odpověď - viz 2.1.5
4. Ukončení spojení
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Obrázek 2.1: Ukázka komunikace HTTP
2.1.4 Dotaz klienta
Jak jsem již psal HTTP funguje na principu dotaz a odpověď též transakce. Klient inicializuje
komunikaci. Po ustanovení spojení zasílá serveru svůj požadavek. Požadavek na server se
skládá z metody, dále URL, potom verze protokolu HTTP, kterou používá klient, a znaky
CR/LF. Pokud požadavek potřebuje předat další informace serveru může tato data přiložit
za znaky CR/LF, které následně také přidá. Jedná se o Full-Request. Ve verzi 0.9 existoval
pouze Simple-Request. Tento request neobsahuje hlavičku dotazu, neboť implementuje pouze
jednu metodu - GET.
Přehled metod protokolu HTTP
U HTTP protokolu jsou metody příkazy, které se mají vykonat. Metoda říká serveru, jaký
příkaz má udělat se zdrojem v URI (Uniform Resource Identifier). Zde je přehled některých
používaných metod.
• CONNECT
– Spojí se s objektem přes nastavený port.
– Použití například při průchodu skrz proxy server.
• DELETE
– Odstraní soubor se zadaným URL.
• GET
– Požadavek na informace na serveru podle předané URI.
– Metoda může být podmíněná If-Modified-Since, potom vrátí informace jen, když
jsou data novější než specifikované datum.
– Metoda GET je omezená určitou délkou.
• HEAD
– Funguje stejně jako metoda GET jen nevrací tělo entity.




– Jedná se o dotaz na podporované metody serveru.
• POST
– Server má předat tělo dotazu jako data pro prvek, identifikovaný URL dotazu.
Metodu POST lze použít pro vytváření nových souborů v adresáři nebo pro
předání dat k dalšímu zpracování.
– Musí obsahovat pole Content-Length, které specifikuje velikost těla entity.
• PUT
– Pro vytvoření nějakého souboru v zadané URL.
– Jestliže soubor existuje je soubor přepsán.
• TRACE
– Přepošle dotaz zpět.
– Slouží k otestování změn dotazu při průchodu skrz síť.
2.1.5 Odpověď serveru
Odpověď severu muže být samozřejmě také ve dvou verzích Simple-Response a Full-Response.
Simple-Response vrací pouze tělo dokumentu - neobsahuje hlavičku. Full-Response obsa-
huje hlavičku, která se je ve tvaru verze protokolu, stavový kód, textové vyjádření (Reason
phrase), znaky CR/LF. Dále může obsahovat další informace, které klient požadoval v do-
tazu, a znaky CR/LF, poté je-li potřeba tělo zprávy.
Stavové kódy
Stavový kód je třímístné číslo, které značí odpověď severu na zadaný požadavek. Reason
phrase je jednoduchý textový řetězec s popisem stavového kódu. Jednotlivé stavové kódy
můžeme roztřídit do pěti skupin podle první číslice 2.1.
2.1.6 Příklad komunikace
Ukázka dotazu na stránky www.seznam.cz
GET / HTTP/1.1 Host: www.seznam.cz\r\n









Tabulka 2.1: Typy stavových kódů
Kód Popis
1xx: Informational - informace Jedná se o prozatímní odpověď ve složení Status-
Line, volitelně hlavička a ukončení - prázdný řá-
dek(CR/LF). Implementováno později v HTTP
verze 1.1. Přehled - tabulka 2.2.
2xx: Success - úspěch Metoda proběhla úspěšně. Akce se provedla.
Přehled - tabulka 2.3.
3xx: Redirection - přesměrování Je potřeba provést další akci. Přehled - tabulka
2.4.
4xx: Client Error - chyba klienta Přijatý dotaz obsahuje syntaktickou chybu a lze
provést. Přehled - tabulka 2.5.
5xx: Server Error - chyba serveru Přijatý dotaz je správný, ale server při pokusu
o provedení selhal. Přehled - tabulka 2.6.
Tabulka 2.2: Informational
Kód Reason Phrase Popis
100 Continue Klient je informován, že server neodmítl část do-
tazu a klient může pokračovat v odesílání žá-
dosti.
101 Switching Protocols Server je ochoten přepnout, změnit protokol.
Tabulka 2.3: Success
Kód Reason Phrase Popis
200 Ok Dotaz se podařil
201 Created Požadavek splněn a nový objekt vytvořen.
202 Accepted Žádost přijata, ale ještě není dokončena. Žádost
nemusí být nakonec provedena.
203 Non-Authoritative
Information
Meta informace v hlavičce nejsou dostupné na
serveru, ale lokálně nebo na kopiích třetích stran.
204 No Content Požadavek splněn, ale nemusí se vracet obsah.
205 Reset Content Server splnil požadavek, klient by měl znovu na-
číst obsah dokumentu.
206 Partial Content Server splnil dílčí GET požadavek na zdroj.
Tabulka 2.4: Redirection
Kód Reason Phrase Popis
300 Multiple Choices Zdroj byl nalezen vícekrát.
301 Moved Permanently Zdroj byl trvale přesunut.
302 Found Požadovaný zdroj dočasně přesunut na jinou
URI adresu.
303 See Other Odpověď je pod jinou URI.
304 Not Modified Požadovaná odpověď se nezměnila.
305 Use Proxy Zdroj musí přistupovat prostřednictvím proxy.
307 Temporary Redirect Zdroj dočasně umístěn pod jinou URI.
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Tabulka 2.5: Client Error
Kód Reason Phrase Popis
400 Bad Request Chybný dotaz.
401 Unauthorized Neautorizovaný požadavek.
403 Forbidden Žádost zamítnuta.
404 Not Found Objekt v URI nenalezen.
405 Method Not Allowed Metoda není povolena.
406 Not Acceptable Typ zdroje není akceptovatelný.
407 Proxy Authentication
Required
Podobné 401. Klient se musí autentizovat
s proxy.
408 Request Timeout Klient neposlal dotaz v určené době.
409 Conflict Požadavek nedokončen pro konflikt stavu
zdrojů.
410 Gone Požadovaný prostředek již není k dispozici na
serveru a žádná jiná adresa není známa.
411 Length Required Pro požadavek je potřeba mít nastaven Content-
Lenght v hlavičce.
412 Precondition Failed Podmínka v hlavičce je chybná.
413 Request Entity Too
Large
Žádost je příliš velká.
414 Request-URI Too Long Délka URL je příliš velká.
415 Unsupported Media
Type
Požadavek není akceptovatelný, protože typ me-
dia není podporován.
416 Requested Range Not
Satisfiable
Zadaný rozsah (Range) v hlavičce dotazu neod-
povídá rozsahu hodnot v aktuálního zdroje.
417 Expectation Failed Předpoklad v hlavičce (Expect) skončil chybou.
Tabulka 2.6: Server Error
Kód Reason Phrase Popis
500 Internal Server Error Na serveru při zpracování dotazu došlo k nespe-
cifikované chybě.
501 Not Implemented Požadovanou metodu server nepodporuje.
502 Bad Gateway Špatná brána - může hlásit proxy.
503 Service Unavailable Služba není dostupná. Server může být přetížen.
504 Gateway Timeout Doba průchodu vypršela.
505 HTTP Version Not Sup-
ported
Verze protokolu HTTP není podporována.
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Následuje odpověď od serveru seznam.cz
HTTP/1.1 200 OK\r\n
Server: nginx/1.0.11\r\n




Cache-Control: max-age=0, no-cache, no-store, must-revalidate\r\n
Set-Cookie: hw=86400; Domain=.seznam.cz; expires=Mon, 16-Apr-2012 11:45:33 GMT;
Path=/\r\n
X-XRDS-Location: http://id.seznam.cz/yadis\r\n







HTTP/1.1 - verze protokolu
Host - jméno serveru, kam je směřován požadavek
User-Agent - použitý klient (Firefox)
Accept - seznam typu MINE, které klient podporuje
Accept-Language - jazyky, které klient upřednostňuje
Accept-Encoding - přijatelné kódování, podporované kompresní algoritmy
Connection - typ spojení
Cookie - uložené nastavení pro daný server
Popis odpovědi
HTTP/1.1 - verze HTTP protokolu
200 - stavové kódy viz 2.1.5
Ok - Reason Phrase - popis stavového kódu
Server - software použitý na serveru pro zpracování požadavku
Date - datum vytvoření nebo přenesení dokumentu
Content-Type - typ media přenášeného v odpovědi
Transfer-Encoding - použitá transformace na tělo zprávy
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Connection - typ spojení
Cache-Control - nastavení cache
Set-Cookie - řekne klientovi, aby si nastavení uložil.
X-XRDS-Location - informace pro služby autentizačního protokolu Yadis
Expires - doba vypršení platnosti dokumentu
Pragma - směrnice pro každý systém po cestě
Content-Encoding - způsob kódování těla zprávy
Toto byl popis hlavičky zprávy zaslané od serveru. Za hlavičkou následuje tělo neboli obsah
odpovědi například dokument.
2.2 HTTPS protokol
Protokol HTTP jsem popsal v minulé kapitole. Jednalo se o protokol nezabezpečený, použí-
vaný hlavně pro internet. HTTPS protokol vznikl jako nadstavba HTTP protokolu. HTTPS
protokol neboli Hypertext Transfer Protocol Secure slouží pro zabezpečenou komunikaci
mezi klientem a serverem. Zabezpečení by mělo odstranit možnosti odposlechu a jiných
útoků. Dnes se jedná o běžný protokol v internetu, kde je potřeba zabezpečení. Příkladem
mohou být stránky se soukromým obsahem - internetové bankovnictví, emaily s webovým
rozhraním, webová správa Vašeho mobilního čísla atd. Zabezpečení je docíleno vložením
mezivrstvy mezi aplikační protokol a protokol TCP viz obrázek 2.2. Tato vrstva nezkoumá
data pouze je přebírá od aplikační vrstvy a paket po paketu je zabezpečuje.
Více informací naleznete v knížce Velký průvodce protokoly TCP/IP Bezpečnost [16],
ze které byly čerpány informace a obrázky pro tuto kapitolu.
2.2.1 SSL a TLS
Protokol SSL (Secure Socket Layer) vytvořila firma Netscape. Protokol TLS (Transport
Layer Security protocol) vychází z třetí verze SSL protokolu. Protokoly jsou velice podobné
a oba používají architekturu klient/server.
Přehled vlastností
• Autentizace serveru na základě certifikátu
• Může se provést autentizace na základě certifikátu i klienta
• Autentizační dialog využívá asymetrickou kryptografii
• Při navazování spojení dojde k odvození sdíleného tajemství.
• Může se šifrovat přenos dat oběma směry. Využití symetrické šifry odvozené od sdíle-
ného tajemství.
• Fragmenty dat jsou doplněny o kontrolní součet zajišťují integritu dat.
• SSL nerozumí aplikačním datům.
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Obrázek 2.2: Vrstva SSL
Protokoly vrstvy SSL
SSL se skládá ze čtyř protokolů. Popisující práci SSL vrstvy. Ukázka je na obrázku 2.3.
1. Record Layer Protocol (RLP) - Zpracovává data z aplikační vrstvy, zašifrovává je
a počítá kontrolní součty. Na druhé straně spojení tento protokol zkontroluje kontrolní
součty, rozšifruje data a předá je aplikační vrstvě. Ukázka zpracování dat z aplikační
vrstvy do výsledného paketu viz 2.4.
2. Handshake protocol (HP) - Pakety protokolu HP se proženou protokolem RLP.
Protokol HP má na starosti nastavení protokolové svity (typ šifrovacího protokolu a
protokol pro výpočet kontrolního součtu), výměnu dat pro výpočet hlavního tajemství,
komprimační algoritmus. Z hlavního tajemství se odvodí symetrické šifrovací klíče a
sdílené tajemství (pro výpočet kontrolní součtu - MAC secret). Tato nastavení se uloží
do připravované svity.
3. Change Cipger Specification Protokol (CCSP) - Slouží ke zkopírování připra-
vované svity z protokolu HP do aktuální svity. Tento protokol odesílá pouze zprávu -
zkopíroval jsem svitu, používá se nové nastavení.
4. Alert Protokol - Při jakékoliv chybě v komunikaci odesílá chybové hlášení.
Record Layer Protocol
Na obrázku 2.4 je vidět zpracování HTTP dotazu z aplikace do výsledných paketů. Toto
zpracování lze popsat následovně:
• Rozsekání dat na fragmenty
• Komprimace dat (pokud je nastavená)
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Obrázek 2.3: Ukázka komunikace přes SSL
• Výpočet kontrolního součtu
• Šifrování fragmentu
• Doplnění RLP hlavičky před datový fragment
Hlavička RLP paketu je složená ze tří částí:
1. Typ dat - velikost 1B a určuje jestli se jedná o aplikační data nebo jednu ze zpráv
z SSL/TLS protokolu.
2. Verze - velikost 2B a určuje verzi použitého protokolu.
3. Délka fragmentu - velikost 2B
Handshake Protocol
Protokol zabezpečuje autentizaci serveru, klienta (nepovinně) a výměnu dat pro výpočet
sdíleného tajemství (náhodná čísla, certifikáty). Ukázka HP paketu je na obrázku 2.5, kde
je vidět i hlavička RLP protokolu. Na obrázku se jedná o zprávu Client Hello. Tato zpráva
je detailněji popsána zde 2.2.3.
Tento protokol se používá ve dvou případech. Jedná se o vytvoření relace a obnovení
relace. Ukázka vytvoření relace je na obrázku 2.6.
Vytvoření nové relace je prvotní proces, který musí nastat před přenosem dat z aplikace.
Jedná se vlastně o navázání spojení mezi klientem a serverem.
Jak je ukázáno na obrázku klient začíná komunikaci zprávou Client Hello. V této zprávě
řekne klient serveru základní informace - náhodné číslo (pro výpočet sdíleného tajemství),
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Obrázek 2.4: SSL Record Layer Protocol
Obrázek 2.5: Složení HP paketu
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Obrázek 2.6: Nová relace
identifikátor relace (vyplněno jen při obnovení relace), podporované kryptografické algoritmy
a jiné.
Server, který dostane zprávu od klienta, odpoví zprávou Server Hello (viz 2.2.4). Dále
následuje zpráva Certificate, která obsahuje certifikát nebo řetězec certifikátů. Server si může
vyžádat certifikát od klienta zprávou Certificate Request. Když má server odeslána všechna
data pro úvodní komunikaci (žádná aplikační), pošle zprávu Server Hello Done.Pokud si
server vyžádal certifikát klient mu ho pošle. Nyní jsou klientovi i serveru známé veškeré
informace pro šifrování dat, a proto se provede protokolem CCSP (3) změna šifrování a
odešle informace o této změně - Finished. Navázání komunikace je hotové a mohou se přenést
data z klienta na server a obráceně.
Obnovení spojení je jednodušší než jeho vytvoření. Obnovení spojení můžeme využít
například při prohlížení stránek na stejném webovém serveru. Komunikace je velice podobná
vytvoření relace. Opět se zde začíná zprávou Hello Server, která obsahuje náhodné číslo
Client Random, seznam kryptografických algoritmů a hlavně identifikátor obnovované relace.
Server buď obnoví relaci nebo ji zamítne. Při obnovení server zašle zprávu Server Hello
s obsahem identifikátor obnovované relace, seznam vybraných kryptografických algoritmů
vybraných ze seznamu podporovaných klientem (ze zprávy Client Hello). Nyní již nedochází
k přenosu certifikátů a jiných informací pouze se zašle Finished a přenesou se data. Pokud
server zamítne žádost o obnovení relace pošle klientovi zprávu protokolem Alert (4).
2.2.2 Server Name Indication
HTTPS na rozdíl od HTTP má kromě větších nároků (prostředky nutné pro šifrování atd)
i další nevýhodu. Běžná praxe u HTTP je, že pokud je nutné může na jedné IP adrese
(a portu) běžet více webových stránek - virtuální webové servery. HTTPS tuto vlastnost
nepodporuje, jak vyplývá z výše popsané HTTPS komunikace. U HTTPS jsou veškerá data
šifrovaná a proto se nemůže použít Host parametr v hlavičce HTTP dotazu v případě virtu-
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álních serverů. Tento zásadní problém odstraňuje rozšíření pro HTTPS zvané Server Name
Indication zkráceně SNI.
Rozšíření je poměrně jednoduché. Při vytváření relace je potřeba, aby server věděl host
name a podle toho vrátil certifikát z virtuálního serveru. Z toho vyplývá, že host name musí
být sděleno co nejdříve. SNI toto řeší v Handshake protokolu při vytváření relace ve zprávě
Hello Client. Tato zpráva i s rozšířením je popsána zde 2.2.3. Více o SNI naleznete v rfc
3546 [12], rfc 4366 [13] nebo rfc 6066 [9].
Podpora SNI
SNI má bohužel také nevýhody. Jedna z hlavních nevýhod je, že i přes poměrně dlouhou
dobu existence, není podporován všemi webovými prohlížeči.
Podpora prohlížečů:
• Mozilla Firefox od verze 2.0
• Internet Explorer od verze 7
• Google Chrome 6
• Opera od verze 8.0 (se zapnutou podporou TLS)
Problém podpory SNI není jen u klientů. Na straně webových serverů muselo dojít také ke
změnám.
Podpora webových serverů:
• Apache od verze 2.2.12 s modulem mod_ssl, mod_gnutls
• Lighttpd 1.4.24
• Nginx podle OpenSSL
• Apache Tomcat Java 7
• Microsoft Internet Information Server (IIS) 8
• LiteSpeed 4.1
Informace o podporovaných prohlížečích a serverech byly získány odtud [20]. Micro-
soft Windows XP využívá integrovanou knihovnu SSL, která nepodporuje SNI. Podpora
v mobilních prohlížečích je velmi nízká a závisí i na verzi systému. Problémy s podporou
v prohlížečích brzdí nasazení na webových serverech, kde se tento nedostatek musí řešit
například nákupem více veřejných IP adres.
2.2.3 Client Hello
Client Hello je součástí Handshake protokolu. Používá se pro navázání spojení. Informuje
server o základních důležitých údajích. Základní verze bez rozšíření SNI obsahuje verzi,
náhodné číslo generované klientem (Client Random), identifikátor relace, podporované svity,
které identifikují šifrovací algoritmy, a seznam podporovaných kompresních algoritmů.
Pokud se podíváme na rozšířenou verzi můžeme navíc naleznout další informace jako





32B Náhodné číslo první 4B datum a čas
1B Délka identifikátoru relace
podle délky Identifikátor relace Identifikátor slouží pro obnovení relace
2B Délka protokolové svity
podle délky Protokolové svity každá protokolová svita 2B
1B Délka kompresního algoritmu




podle délky Hodnota rozšíření hodnota k typu rozšíření
2.2.4 Server Hello
Server Hello je odpověď na dotaz klienta.
Velikost Paket Popis
2B Verze
32B Náhodné číslo první 4B datum a čas
1B Délka identifikátoru relace
podle délky Identifikátor relace Identifikátor slouží pro obnovení relace
2B Protokolová svita zvolený šifrovací algoritmus




podle délky Hodnota rozšíření hodnota k typu rozšíření
2.2.5 Digitální certifikát
Digitální certifikát je nástroj, kterým lze ověřit skutečného odesilatele zprávy [15]. Abychom
mohli certifikátu důvěřovat, musí být podepsán certifikační autoritou 2.2.6. Jedná se o elek-
tronicky podepsaný veřejný klíč. Informace v certifikátu jsou poměrně dobře čitelné. Certi-
fikát je popsán pomocí jazyka ASN.1. ASN.1 slouží pro popis obecných datových struktur a
jeho výhody jsou zejména dobrá čitelnost pro člověka a nezávislost na platformě. Certifikát
je kódován do binární podoby za pomocí nejčastěji kódování DER nebo CER a následně
ještě Base64. Vlastní data se většinou nachází mezi řetězci -----BEGIN CERTIFICATE-----
a -----END CERTIFICATE----. Soubor je ve formátu X.509. X.509 [5] je standart pro sys-
témy založené na veřejném klíči. Struktura certifikátu vypadá takto:
• Verze certifikátu
• Sériové číslo certifikátu
• Informace o vydavateli certifikátu
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• Doba platnosti certifikátu - datum počátku a konce platnosti
• Účel, pro který byl certifikát vydán
• Identifikační údaje pro koho byl certifikát vydán
• Veřejný klíč
Podpora certifikátů je široká zejména, protože všechny formáty a kódy jsou posány za pomocí
mezinárodních norem. Většina operačních systému dovoluje otevřít certifikát v přehledné a
čitelné podobě.
2.2.6 Certifikační autorita
Certifikační autorita zkráceně CA slouží pro vydávání digitálních certifikátů 2.2.5. Tato au-
torita nám má zaručit pravost vydaného certifikátu. U certifikační autority je důležitá míra
důvěry [8]. Celý systém je na důvěře závislý. Pokud není CA důvěrihodná, vydaný certifi-
kát může být podvržený. Míru důvěry ovlivňje několik faktorů například použité šifrování,
mechanizmus ověření údajů od žadatele o certifikát a jiné.
Certifikační autorita má také za úkol si udržovat seznam neplatných, odvolaných nebo
pozastavených certifikátů. Tento seznam se nazývá Certificate Revocation List (CRL) a
certifikační autorita zodpovídá za jeho pravidelnou aktualizaci. K přidání certifikátu do
seznamu CRL může dojít například změnou údajů uvedených v certifikátu nebo prolomením
jeho zabezpečení.
Několik kořenových klíčů certifikačních autorit běžně na počítači nalezneme. Tyto klíče
mohou pocháze přímo z operačního systému nebo z instalovaného webového prohlížeče.
2.2.7 Možnosti odposlechu HTTPS
HTTPS bylo vytvořeno za účelem zabezpečení, přesto v něm existují bezpečnostní mezery
(díry). Většina útoku předpokládá chybu na straně klienta.
Několik bezpečnostních mezer:
1. Zvolený šifrovací algoritmus je již prolomený.
2. Důvěra i nedůvěryhodným certifikačním autoritám.
3. Považování podepsaného certifikátu za důvěryhodný bez ověření vydavatele certifikátu.
4. Uživatel se rozhodne pokračovat i přes upozornění na nedůvěryhodný certifikát.
Dříve jsme si popsali, jak vypadá paket začínající komunikaci HTTPS - Client Hello. Pokud
bychom tento paket zachytili a upravili tak, aby si server myslel, že klient podporuje pouze
šifrovací algoritmy dnes již prolomené, mohli bychom donutit server nějaký použít.
Další variantou jak prolomit zabezpečenou komunikaci je donutit klienta, aby si myslel,
že komunikuje se zvoleným zabezpečeným serverem. Klient však komunikuje pouze s útoční-
kem. Útočník přeposílá data od klienta na požadovaný server a data ze serveru zpět klientovi.
Klient nemusí poznat, že je sledován. Celý proces může vypadat takto:
1. Klient začíná komunikaci a komunikace prochází skrz útočníka.
2. Útočník zachytil Client Hello a uloží si informace o relaci a přeposílá požadavek na
server, upravený o podporované šifrovací algoritmy útočníka.
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3. Server odpovídá (Server Hello) a útočník opět uloží informace.
4. Server zasílá certifikát. Útočník certifikát uloží, ale klientovi pošle vlastní vygenerovaný
certifikát.
5. Dále se ukončí Handshake.
6. Nyní komunikace obsahuje dvě SSL spojení. Jedno spojení je mezi klientem a útoční-
kem a druhé mezi útočníkem a serverem.
Problém může nastat s podvržením certifikátu klientovi. Pokud se jedná o schválený od-
poslech ve firmě (například zaměstnanci podepsali, že s tím souhlasí), je možné vytvořit si
certifikační autoritu a tuto autoritu nainstalovat na stranu klientů.
2.3 Libpcap
Knihovna libpcap (Packet Capture Library) slouží jako rozhraní pro zachycování paketů. Je
vyvíjena programátory tcpdumpu. Slouží jako základ pro spoustu nekomerčních i komerč-
ních systémů zabývající se hlavně analyzováním, testováním a monitorováním počítačové
sítě, případně detekcí škodlivých dat v počítačové síti. Mezi programy využívající tuto kni-
hovnu patří například Wireshark, Tcpdump. Knihovna byla vytvořena v jazyku C. Pro
systémy s operačním systém Windows je vyvíjena knihovna s názvem WinPcap. Knihovna
má mnoho využití. Jedná se vlastně o API pro čtení nebo zápis síťové komunikace. Kromě
zachycování dat umí zachycená data i filtrovat či uložit na disk. V případě, že přepneme síťo-
vou kartu do promiskuitního módu, jedná se o silný nástroj pro analýzu sítě. Další informace
o této knihovně můžete nalézt na stránkách tcpdumpu zde [4].
Promiskuitní mód je režim síťové karty, kdy karta přestane filtrovat pakety určené pouze
pro sebe, začne přijímat veškerou komunikaci na síti.
2.3.1 Práce s knihovnou libpcap
Abychom mohli s knihovnou libpcap zachycovat pakety musíme znát a nastavit několik věcí:
1. Zvolit název rozhraní.
2. Inicializovat pcap a nastavit základní informace jako zvolené rozhraní, promiskuitní
mód.





4. Spustit odchycení paketů. Může se jednat o nekonečnou smyčku nebo určitý počet
přijatých dat.
5. Ukončení a uzavření session.
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2.3.2 Nastavení zařízení
Pro zvolení zařízení, na kterém chceme sledovat provoz sítě, existují dva způsoby. První způ-
sob je jednoduchý uživatel si sám zvolí zařízení. Druhý způsob je zavolaní funkce pcap_lookupdev().
Tato funkce vrací ukazatel na aktivní rozhraní. V případě chyby se chyba nastaví do řetězce
předaného v parametru této funkce.
% char * dev, errbuf [PCAP_ERRBUF_SIZE];
dev = pcap_lookupdev (errbuf);
2.3.3 Otevření zařízení
Pro otevření zařízení použijeme funkci pcap_open_live().
pcap_t *pcap_open_live(char *dev, int snaplen, int promisc, char * ebuf)
Parametry této funkce jsou:
dev - zavolené zařízení
snaplen - maximální počet bajtů
promisc - promiskuitní módu
ebuf - chybové hlášení
2.3.4 Filtrování provozu
Ve většině případů nás zajímá jen určitá část toku dat na síti. Například se zajímáme jen
o TCP komunikaci na portu 80. Přesně pro tyto případy je možné nastavit filtr. Výhody proč
nastavovat filtr přes tuto knihovnu jsou jednoduchá nastavení a zkompilovaný filtr, který je
rychlý. Pro sestavení filtru jsou potřeba dvě funkce a to pcap_compile() pro zkompilování
filtru a funkce pcap_setfilter() pro nastavení zkompilovaného filtru.
int pcap_compile(pcap_t *p, struct bpf-program *fp, char *str, int optimize,
bpf_u_int32 netmask)
int pcap_setfilter(pcap_t *p, struct bpf-program *fp)
p - otevřené zařízení z předchozí části
bpf-program - kompilovaná verze filtru (při kompilaci dojde k naplnění)
str - textový řetězec s naším filtrem
optimize - optimalizace kódu (true/false)
netmask - maska sítě
Pro zjištění masky sítě můžeme použít funkci pcap_lookupnet(dev, &net, &mask, errbuf).




Poté, co jsme všechno nastavili, můžeme se pustit do sledování provozu. Opět jsou zde dva
způsoby odchycení paketů. Můžeme v čase odchytit jeden paket nebo můžeme odchytávat
pakety ve smyčce. Pro odchycení jednoho paketu je implementována funkce pcap_next().
u_char *pcap_next(pcap_t *p, struct pcap_pkthdr *header)
p - otevřené zařízení, naleznete zde 2.3.3
header - struktura všeobecných informací, jako je doba odchycení paketu, délka paketu,
délka specifické části paketu . . .
vrací - odkaz na odchycený paket
Pro sledování provozu ve smyčce existují dvě funkce pcap_loop() a pcap_dispatch(). Roz-
díly jsou popsány v manuálové stránce knihovny pcap [7].
int pcap_loop(pcap_t *p, int cnt, pcap_handler callback, u_char *user)
p - otevřené zařízení, naleznete zde 2.3.3
cnt - počet paketů k zachycení před ukončením - v případě záporného čísla se odchytí každý
paket dokud nenastane chyba
callback - název funkce, která provede zpracování odchyceného paketu
user - argument, který se předá naší funkci na zpracování paketu
Ukázka funkce pro zpracování odchyceného paketu funkcí pcap_loop().
int void got_packet(u_char *args, const struct pcap_pkthdr *header,
const u_char *packet);
args - předaný parametr z funkce pcap_loop() - user
header - struktura všeobecných informací jako jsou doba odchycení paketu, délka paketu
. . .




Podle zadání této práce je potřeba navrhnout funkční řešení pro analyzování a přehled dat
HTTP protokolu. Systém by měl fungovat následovně. Nejprve je potřeba zachytit data
putující po síti směrem do a z naší sítě. Dále je potřeba zachycené údaje filtrovat a někam
uložit. Uložená data následně přehledně zobrazit na webových stránkách. Pro zachycení dat
potřebujeme program, který umístíme na vstup do naší sítě, kterou bychom chtěli sledovat.
Jedná se o útok, který je označován jako Man in the middle - člověk mezi. Pro uložení
zachycených dat nám poslouží databáze a pro zobrazení uložených dat webové stránky.
Návrh vidíte na obrázku 3.1.
3.1 Analýza paketu
Pro analýzu paketu je možné si zvolit nějaký již existující program, nebo si vytvořit vlastní.
Existujících programů je několik. Je vhodné zvolit si program, který má několik vlastností.
Jedna z vlastností může být cena programu, dále pak rychlost, možnosti rozšíření a samo-
zřejmě také, co program dokáže.
3.1.1 HTTPry
Po zhodnocení vlastností jsem se rozhodl pro program HTTPry 0.1.5. Pro přehled zde
některé vlastnosti programu uvedu:
• Zachycuje HTTP komunikaci
• Je zdarma
• Napsán v jazyku C
• Využívá knihovnu libpcap
• Umožňuje nastavit filtr pro tuto knihovnu
• Podle zadaných parametrů se dá ovlivnit chování programu
Jedná se o open source nástroj s licenci GNU GENERAL PUBLIC LICENSE. Tato licence
umožňuje použití a úpravu programu. Zmínil jsem se o parametrech, které mění chování
programu.
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Obrázek 3.1: Návrh aplikace a zpracování dat
3.1.2 Parametry programu
-b soubor - HTTP pakety bude ukládat do binárního souboru - pcap dump file.
-d - Umožní spustit program jako deamona (poběží na pozadí systému).
-f - Lze specifikovat, které informace získané z HTTP paketu se budou zobrazovat.
-h - Zobrazí jednoduchou nápovědu o parametrech programu.
-i zařízení - Síťové zařízení, které budeme sledovat.
-m metody - Metody HTTP protokolu určené ke zpracování. Přehled metod viz 2.1.4 nebo
rfc 2616 [18].
-n počet - Počet zpracovaných paketu. Pokud neurčíme nebo zvolíme 0 budou se pakety
zpracovávat pořád.
-o soubor - Velice podobné parametru b, ale data budou zpracována a uložena textově.
-p - Program automaticky přepíná zařízení do promiskuitního módu, pokud nepoužijeme
tento parametr.
-q - Potlačí informační výpisy jako je startovací banner
-r soubor - Načte uložený soubor s daty
výraz - Zde může dojít k upravě filtru. Jedná se o filtr libpcapu a proto musí byt napsán
syntaxi, které knihovna rozumí.
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3.1.3 Rozšíření
Po přečtení parametrů zjistíme, že tento program je sice praktický a má spoustu dobrých
vlastností, avšak neumožňuje ukládání dat do databáze. Toto je zásadní problém, který je
třeba vyřešit.
Pro ukládání dat do databáze je třeba se k ní připojit. Pro připojení je potřeba zadat
několik údajů. Tyto údaje se mohou lišit podle použité knihovny pro komunikaci s databází a
také každá databáze může požadovat jiné informace. Já jsem si zvolil jednoduchou databázi
MySQL. Pro připojení je potřeba znát adresu (případně port), kde databáze běží, uživatelské
jméno, heslo a název databáze. Při ukládání do databáze je insertování záznamů po každém
zpracovaném paketu neefektivní. Více o efektivnosti insertování dat do databáze naleznete
v kapitole o testování 5.
3.2 Návrh systému pro zobrazení dat
Zpracovaná data z analyzátoru je třeba někam uložit pro pozdější zpracování. Nad těmito
daty se bude provádět časté vyhledávaní, třídění a jiné operace. Všechny požadované operace
nad daty zvládne databáze. Databáze je organizována kolekce dat. Práci s touto kolekcí
umožňuje software databáze - systém řízení báze dat (SŘBD).
Nejprve je potřeba stanovit požadavky, které systém musí umět. Jak již název práce
napovídá, kromě logování dat je třeba data přehledně a graficky zobrazit. Pro zobrazení
budou sloužit webové stránky, které jsou dnes velmi v oblibě. Stránky musí zpracovat data
z databáze. Systém by měl být jednoduše rozšiřovatelný a neměl by být problém použít
ho i v cizině, proto by měl být vícejazyčný. Dále je nutné specifikovat, kdo má oprávnění
vidět námi zpracované data. Proto v systému budou existovat role, které ovlivní oprávnění
na zobrazení dat. Aby systém rozpoznal roli uživatele, bude se muset uživatel do systému
přihlásit. Proto je nutné, aby systém měl uložen seznam uživatelů a jejich oprávnění. Role




Tyto role omezují IP adresy, podle kterých mohou v systému zobrazit grafy. Uživatel může
zobrazit obecné grafy a grafy určené pouze pro IP adresu, kterou má nastavenou (pokud ji
má nastavenou). Druhá role je administrátor, který může mít nastaven rozsah IP adres. Na-
příklad vedoucí oddělení sledující navštívené stránky svých podřízených. Poslední role super
administrátor, který kromě neomezeného rozsahu adres, může uživatele vytvářet, editovat
a případně jim změnit heslo nebo roli.
3.2.1 Use-case diagram
Pomocí use-case diagramu můžeme popsat požadované vlastnosti systému graficky. Návrh
našeho systému nalezneme na obrázku 3.2.
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Obrázek 3.2: Use-case diagram aplikace
3.2.2 Návrh databáze
Databázových modelů je několik například hierarchický (založen na vztazích mezi podří-
zenou a nadřazenou entitou), síťový (ulzy v grafu jsou entity a vztahy jsou definovány
orientovanou hranou), relační a jiné [21]. Já jsem si vybral model relační.
Základem relačního modelu je relace. Relaci můžeme popsat jako dvourozměrné pole
nebo tabulku. Sloupce tabulky odpovídají vlastnostem entity. Řádky tabulky jsou jednot-
livé prvky relace (databázové záznamy). Jednotlivé relace můžeme propojit vztahy (relati-
onships). Vztahy slouží pro spojení dat z více tabulek.
Dle analýzy bylo potřeba navrhnout tabulky pro relační databázi. Na obrázku 3.3 je





– Tabulka je určená pro ukládání dat z programu HTTPry.
– Jsou zde uložená data ze zpracovaných paketů.
• language
– Aplikace je udělaná multijazyčně a zde jsou uložené podporované jazyky aplikace.
• translator
– Obsahuje překlady pro jazyky z tabulky language.
• user
– Zde se nachází seznam uživatelů registrovaných v našem systému.
• userRestriction
– Tabulka, kde je uloženo oprávnění pro registrovaného uživatele. Jedná se o opráv-
nění na IP adresu, případně rozsah adres.





Tento projekt si vyžádal použití několika technologií. Pro analýzu paketů byl použit jazyk C
respektive jazyk C++ v programu HTTPry. Zpracovaná data se pak ukládají do databáze
MySQL za využití SQL jazyka.
Dále bylo potřeba vytvořit webový server. Jako webový server byl použit Apache. Pro
tvorbu dynamických webových stránek byl na tomto serveru použít skriptovací jazyk PHP.
Jazyk PHP je dnes poměrně rozšířený a často používaný v kombinaci s apachem a databází
MySQL. Webové stránky jsou psány v HTML jazyce a pro stylování bylo využito CSS stylů.
Pro získání větší interaktivnosti stránek bylo využito jazyku javascript a AJAXu. AJAX
umožňuje komunikaci se serverem a načtení obsahu, části stránky bez nutnosti překreslení
celé stránky. Použití AJAXu je přes knihovnu jQuery [1]. Tato knihovna se také postarala
o interaktivní kalendář a dialogová okna.
Grafy se tvoří pomocí otevřeného rozhraní Google Chart API. Pro práci přes PHP
byla napsána knihovna využívající tohoto API gchartphp. Více o této knihovně a grafech
naleznete zde [3].
Vytváření nebo rozšiřování nějakého systému je vhodné využít nějaký verzovací systém
například SVN nebo Git. Já jsem při práci používal systém Git. Při práci s SVN musíte být
při vytvoření nové verze vždy připojení na serveru, kde SVN repositář existuje. Systém Git
umožňuje vytvoření lokální kopie repositáře a změny zapisovat i lokálně a později je třeba
zapsat na server. Více o práci se systémem Git naleznete v knížce Pro GIT [14].
4.2 HTTPry
Program HTTPry jsem rozšířil o požadované ukládání dat do databáze. Jako databáze
byla zvolena MySQL databáze, proto bylo potřeba přidat knihovnu pro komunikaci s touto
databázi. Knihovnu libmysqlclient bylo třeba doinstalovat a následně přidat do Makefile.
Program jsem zkonvertoval z jazyka C do jazyka C++. Jazyk C++ nabízí lepší práci s ře-
tězci. Této výhody jsem využil při vytváření SQL dotazu. Funkce pro komunikaci s databází
jsou umístěné v souboru database.cpp.
Abychom nemuseli při každém znovu spouštění programu složitě vypisovat data po-
třebná pro připojení k databázi, uložíme je do konfiguračního souboru. Tento systém má
výhodu v možnosti jednoduchého nastavení připojení a nastavení oprávnění přístupu k to-
muto souboru. Protože se v souboru nacházejí citlivá data, doporučuji umístit tento soubor
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PacketLimit určuje maximální počet záznamů pro uložení dat do databáze jedním dotazem.
TimeLimit je čas v sekundách. Po přetečení tohoto časového intervalu dojde k odeslání dat
do databáze i přesto, že nemusí být splněná podmínka PacketLimit. Je-li nastaven TimeLimit
na 0 je toto omezení vypnuté.
4.2.2 Nové parametry programu HTTPry
Do programu jsem zabudoval dva nové parametry. Za parametrem -w se musí nacházet název
konfiguračního souboru (případně i s cestou k souboru). Tímto parametrem zvolíme ukládání
dat do databáze. Druhý přidaný parametr je -s a název souboru. Takto spustíme jednoduchý
průvodce pro vytvoření konfiguračního souboru. Tento průvodce se skládá z několika kroků:
1. Zadat adresu databáze
2. Jméno databáze
3. Nastavení uživatelského jména
4. Nastavení uživatelského hesla
5. Otestovat připojení k databázi?
• Ano a k databázi se nepovedlo připojit - pokračuje se krokem 1.
• Ano a k databázi se povedlo připojit - pokračuje se krokem 6.
• Ne - pokračuje se krokem 6.
6. Počet sekund pro časový limit (0 znamená vypnuto)
7. Počet záznamů odeslaných jedním dotazem
4.2.3 Další rozšíření HTTPry
Program HTTPry nyní rozpozná a zpracuje pakety Client Hello z protokolu HTTPS. Pokud
klient podporuje SNI viz 2.2.2, dokáže zjistit položku Host, je-li obsažena. Jestliže nám
to nestačí, lze doprogramovat rozšíření v souboru extension.cpp. V tomto souboru existuje
funkce, do které vstupují pakety ještě před zpracováním. Pokud zde paket upravíte, upravený
paket se zpracuje a může se zobrazit nebo uložit do databáze. Tento případ lze využít pro
dešifrování HTTPS paketů a jejich následné zpracování jako HTTP paket.
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4.3 Databáze
Jako databáze byla zvolena MySQL databáze verze 5.5. MySQL je poměrně rozšířená da-
tabáze, která má tři základní vlastnosti, kterou jsou rychlost, jednoduchost a příznivá cena
(zdarma). Ovládání databáze je popsáno v dokumentaci [2].
Při vytvoření tabulek jsem se řídil návrhem E-R diagramu 3.3. Pro lepší zabezpečení
doporučuji nastavit uživateli v databázi jen omezené oprávnění. Pro program HTTPry jsem
vytvořil uživatele, který má oprávnění jen pro vkládání dat do tabulky http. Pro webové
rozhraní byl sice vytvořen také uživatel zvlášť, avšak je potřeba více povolených oprávnění.
V tabulce user je potřeba mít uloženého alespoň jednoho uživatele s oprávněním SU-
PER_ADMINISTRATOR. Chybí-li uživatel není možné přidávat uživatele na webovém
rozhraní systému. Tabulky language a translator musí být naplněny. Jsou zde uloženy veš-
keré texty a překlady webové aplikace.
4.4 Webové rozhraní
4.4.1 Implementace webové aplikace
Webové stránky potřebují stejně jako program HTTPry přístup do databáze. Opět se zde
musí vytvořit konfigurační soubor, kde jsou informace pro připojení k databázi. Soubory pro
webovou aplikaci jsem členil do složek podle použití. Mimo složky se nacházejí čtyři soubory.
Jedná se o index.php, který slouží jen pro přesměrování na home stránku. Přesměrování lze
také docílit nastavením apache. Init.php načítá základní třídy a je zde nastaveno časové
omezení pro odhlášení neaktivního uživatele. Výchozí nastavení je 15 minut. Pager.php
slouží pro načtení šablony stránek. Nyní se podíváme na adresářovou strukturu.
• GChartPhp - knihovna na generování grafů
• class - třídy aplikace
– db - databázové třídy (např třída uživatele)
• controller - kontroléry jednotlivých stránek aplikace
• css - styly aplikace
• dbLayer - třídy pro práci s databází
• images - obrázky
• js - javascriptové soubory, knihovna jQuery
• page - šablony pro jednotlivé stránky a akce
• util
Struktura aplikace byla rozdělena podle softwarové architektury nazvané Model-view-controller
(MVC)[6]. Tato architektura rozděluje systém na tři vrstvy. Model slouží pro zpracování dat
se kterými se pracuje (složka class). View značí pohled, zobrazení, reprezentace dat uživa-
teli (složka page) a controller řídící vrstva, která mění, upravuje model,view podle událostí
(složka controller). Členění systému by mělo zaručit přehlednost a zvýšení možností pozděj-
šího rozšíření systému.
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4.4.2 Vzhled a ovládání
Vzhled webové aplikace můžeme rozdělit na několik částí - vrchní menu, levý panel, obsah
stránky a zápatí. Na obrázku 4.1 je vyobrazen vzhled aplikace. Vrchní menu rozděluje apli-
kaci na jednotlivé nezávislé celky jako jsou administrace, grafy a podobně. Levý panel slouží
jako podmenu. Jedná se o konkrétnější dělení vybraného nezávislého celku. Obsah stránky
slouží pro zobrazení dat. V zápatí nalezneme možnost přepnutí do jiného jazyka.




V testování jsem se zaměřil hlavně na rychlost zápisu dat do databáze. Zajímaly mě hlavně
rozdíly při ukládání více záznamů v jednom dotazu. Při testování jsem použil kopii ta-
bulky http z navrženého E-R diagramu 3.3. Pro testování jsem si napsal jednoduchý nástroj
testDatabase, který je přiložen na CD. Tento nástroj využívá stejnou knihovnu pro komuni-
kaci s databází jako rozšířený nastroj HTTPry. Tímto programem můžeme otestovat časové
nároky pro insertování dat. Program očekává na vstupu tři parametry.
• Počet vložených záznamů.
• Počet záznamů v jednom dotazu.
• Typ úložiště v databázi
– 0 značí MyIsam
– 1 značí InnoDB
Úložiště InnoDBmá několik dobrých vlastností. Umožňuje transakce nebo při dotazu uzamknout
jen použité záznamy. Jednou z vlastností InnoDB je, že při zápisu dat se data uloží fyzicky
na disk (nejsou ponechána jen v cache).
V tabulce 5.1 vidíme naměřené hodnoty pro úložiště MyIsam, naměřené hodnoty pro
InnoDB naleznete v tabulce 5.2 a výsledné porovnání obou úložišť je v tabulce 5.3. Každý
test byl proveden desetkrát. Mezi testy pro stejné nastavení byla vždy pauza alespoň dvě
vteřiny.
Testy byly provedeny na počítačové sestavě s procesorem Intel Core 2 Quad 6600, pamětí
4 GB RAM a pevným diskem Samsung SP2504C. Operační systém byl zvolen Ubuntu 12.04
LTS.
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Tabulka 5.1: Insertování dat do MyIsam
Počet dat Počet záznamů v dotazu Minimální Maximální Průměrná
100 1 0.0092 0.0138 0.0132
100 2 0.0090 0.0096 0.0094
100 5 0.0060 0.0064 0.0063
100 10 0.0051 0.0055 0.0053
100 50 0.0027 0.0039 0.0037
100 100 0.0037 0.0038 0.0037
1000 1 0.1032 0.1382 0.1284
1000 5 0.0606 0.0650 0.0628
1000 10 0.0476 0.0543 0.0524
1000 50 0.0358 0.0391 0.0374
1000 100 0.0244 0.0385 0.0351
1000 500 0.0311 0.0543 0.0375
10000 1 0.9512 0.9994 0.9756
10000 50 0.2613 0.3636 0.3131
10000 100 0.2635 0.3166 0.2881
Tabulka 5.2: Insertování dat do InnoDB
Počet dat Počet záznamů v dotazu Minimální Maximální Průměrná
100 1 4.4721 5.0287 4.7551
100 2 2.2229 2.8379 2.3640
100 5 0.8494 0.9656 0.9045
100 10 0.4234 0.8391 0.4946
100 50 0.0820 0.1009 0.0931
100 100 0.0488 0.0736 0.0605
1000 1 47.1688 51.7761 48.3697
1000 10 4.4567 5.3452 4.9557
1000 50 0.9317 1.4404 1.0574
1000 100 0.4321 1.0645 0.5716
1000 500 0.1332 0.1638 0.1469
1000 1000 0.0909 0.1086 0.0993
Tabulka 5.3: Porovnání MyIsam a InnoDB
Počet dat Počet záznamů v dotazu MyIsam InnoDB
100 1 0.0132 4.7551
100 2 0.0094 2.3640
100 5 0.0063 0.9045
100 10 0.0053 0.4946
100 50 0.0037 0.0931
100 100 0.0037 0.0605
1000 1 0.1284 48.3697
1000 10 0.0524 4.9557
1000 50 0.0374 1.0574
1000 100 0.0351 0.5716





Zadáním práce bylo vytvořit analyzátor HTTP provozu a analyzovaná data přehledně zob-
razit na webových stránkách. V úvodní části práce jsem se seznámil detailně s HTTP pro-
tokolem, jeho zabezpečenou verzí HTTPS a rozšířením pro HTTPS SNI. Zjistil jsem, že
bezpečnost HTTPS ovlivňují zejména uživatelé stránek. Pro návrh systému jsem objevil
zajímavý analyzátor napsán v jazyku C a vystavěn na knihovně libpcap - HTTPry. Tento
analyzátor byl rozšířen zejména o možnost ukládat data do databáze MySQL. Dalším jeho
rozšířením bylo zpracování paketů navazujících zabezpečenou komunikaci HTTPS (Client
Hello) s rozšířením SNI - Host.
I při běžném provozu na malé lokální síti bylo zachyceno poměrně velké množství HTTP
paketů. Proto jsem se zamyslel nad možností optimalizace ukládání dat do databáze. Při tes-
tování rychlosti ukládání dat jsem zjistil, že ukládat data po jednom záznamu je neefektivní.
Pokud uložíme více záznamů jedním dotazem nad databází, výsledkem je několikanásobné
urychlení. Tato změna má výrazný dopad hlavně na úložiště InnoDB, kdy 1000 záznamů
ukládaných po jednom zabralo asi 48s času a při ukládání 100 záznamů na dotaz trvala
operace jen 0.5s. Úložiště InnoDB má nastaven autocommit po každém záznamu a to je pří-
činou tak rozdílných výsledků. Úložiště MyIsam tuto vlastnost nemá, a proto rozdíl nebyl
tak rapidní. Pro úložiště MyIsam se optimálně jevilo asi 100 záznamů na dotaz a u InnoDB
dokonce 1000.
Za pomocí webových stránek bylo docíleno příjemné uživatelské ovládaní a přehledná
analýza návštěvnosti webových stránek. Ukázku grafu nejčastějších navštívených stránek
naleznete na obrázku 6.1. Systém může být použit v domácím nebo firemním prostředí. Pro
běh aplikace je potřeba linuxový server. Veškeré použité technologie jsou dostupné zdarma
i pro firemní použití. O nasazení systému mohou uvažovat i poskytovatelé internetu. Tito
poskytovatelé měli za povinnost provoz na síti sledovat, než byl zákon zrušen.
6.0.4 Možné rozšíření
Počítačová síť se pořád mění, vyvíjí a roste. Program HTTPry by se měl měnit podle
požadavků sítě, kde je použit. Rozšíření o HTTPS nebo jiné je možné jednoduše doplnit
do souboru extension.cpp. Mezi možné rozšíření bych viděl podporu IPv6. IPv6 je nástupce
IPv4 a tento nástupce se poslední dobou začíná prosazovat.
Struktura webové aplikace je organizována podle architektury MVC. Webové aplikace je
tedy snadno rozšířitelná. Vypisování některých statistik může být hlavně při větším množství
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Obrázek 6.1: Nejčastější stránky
záznamů pomalejší, a proto by bylo vhodné tyto statistiky mít předpočítané. Pro předpočí-
tání dat může být použit třeba databázový trigger. Jinou možností je mít vytvořený skript,
který by se pravidelně spouštěl v době, kdy je provoz na počítačové síti nejnižší.
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• HTTPry adresář obsahující zdrojové kódy upraveného nástroje na logování dat
• TestDatabaze adresář obsahující zdrojové kódy programu na testování rychlosti zá-
pisu dat do databáze
• MySQL adresář obsahující soubory potřebné pro databáze
– HTTPry podadresář obsahující skripty pro vytvoření a naplnění databáze htt-
pry
– test podadresář obsahující skripty pro vytvoření testovací databáze pro program
testDatabase
• WEB adresář se soubory pro webové rozhraní
• BP adresář obsahující zdrojové kódy pro technickou zprávu (BP)
• technickaZpravaBP.pdf soubor bakalářské práce
• README.txt soubor s postupem instalace
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