Abstract : The authors are studying a u-learning system called KUSEL, which is characterized by being user-adaptive, a property achieved by using scenario-driven operation and a causal network. While highly flexible in providing user adaptability, KUSEL requires completion of a set or complex tasks for the purpose of creating educational materials. This paper reports on the design of an authoring tool that facilitates the creation of educational materials for KUSEL.
Introduction
As computers become ever faster and less expensive, the Internet becomes more widespread, and network technology continues to advance, there is a growing interest in u-learning systems as a means of enabling education anytime, anywhere.
As was pointed out in [1] , [2] and [3] , it is desirable in the field of u-learning that educational material be adapted to the individual learner, rather than being uniform for all learners. A simple solution to this is to develop several sets of educational materials, each suited to a specific class of learner, determine the class of each learner through a prior test, and provide the set that is most appropriate for the individual concerned. However, this solution poses two problems: * It is extremely costly to create sets of educational material for different classes of learners.
* Because learners are classified before they start the course, it cannot be adapted to accommodate the different levels of progress in understanding achieved by individual learners.
To solve this problem, the authors have developed a useradaptive u-learning system called KUSEL (Kitami Useradaptive and Scenario-driven E-Learning system), which can support individual learners with different levels of understanding [4] . KUSEL provides all learners with the same learning module, but examines the level of understanding of the individual learner by means of tests integrated into the module, and controls the sequence in which particular sections are presented, according to the level of understanding of the individual learner.
KUSEL is based on Web technology, and can be accessed through the Internet or an intranet. It is assumed that the client terminals are PCs or mobile terminals (mainly mobile phones). The user-adaptability function consists of an "execution plan" and a "causal network (CN)", which is also known * Faculty of Engineering, Kitami Institute of Technology, Kitamishi, Hokkaido 090-8501, Japan as a Bayesian network. KUSEL presents sections of a learning module in the sequence defined in the execution plan. This plan can include conditional branching. The conditions for branching are based on the probability of the learner understanding the material (hereinafter referred to as the "level of understanding") inferred by the CN. The level of understanding is determined on the basis of how many questions the learner answers correctly. KUSEL can be made to present questions repeatedly in those areas where the learner is having difficulty. As noted in [1] , the cost of developing and updating educational material imposes a significant burden in introducing and operating a u-learning system. Therefore, an authoring tool that facilitates the development of educational materials is crucial in reducing the cost of such a system. In KUSEL, where learning material is controlled adaptively to suit the respective levels of understanding of individual learners, parameters related to adaptive control must be set within the materials. However, because these parameters express conditional probabilities in the CN, it is inherently difficult to set them without sufficient knowledge of probability theory and about the CN.
In light of this difficulty, the authors have developed an authoring tool that allows individuals to set the above-mentioned parameters without having to learn about the functions related to efficiency of educational material development or needing to know probability theory, etc. [5] , [6] . This paper describes the design and functions of the authoring tool that has been developed.
Overview of KUSEL

Overview of the KUSEL System
KUSEL is a Web-based u-learning system, accessible through the Internet or an intranet. It is implemented as an ordinary Web application written in server-side Java. The system configuration is shown in Fig. 1 . Client terminals assumed are PCs and mobile terminals. We have confirmed the correct operation of PCs that run any of the three major Web browsers: Opera 7, Mozilla (Netscape 6 or higher), and Internet Explorer 6. We have also confirmed the correct operation of mobile terminals from the three Japanese mobile phone operators: NTT DoCoMo, KDDI and SoftBank.
By switching sequencing engines, it is possible to change the way KUSEL presents a learning module. Currently, there are two sequencing engines available: one conforming to SCORM1.2, and the other using a CN to support user-adaptive operation (CNSS engine). The user adaptability of KUSEL is achieved by using the CNSS engine. The CNSS engine presents a learning module according a predefined execution plan, which defines the sequence in which sections of the learning module are presented. In addition, the CNSS engine is equipped with the capability to use a CN to infer the level of the learner's understanding from the results of whether or not the learner correctly answered questions presented by the system. An execution plan can include conditional branchings so that it can change the sequence in which sections of the learning module are presented based on the level of understanding inferred. The authoring tool reported in this paper is used to create user-adaptive learning modules that support the CNSS engine.
Causal Networks Used by KUSEL
KUSEL assumes that any learning module has a 3-level treestructure, consisting of chapters, sections and questions. The CN infers the level of the learner's understanding assuming this structure.
The CN treats an event as a node, and the causal relationship between two mutually related events as an edge. It uses a probabilistic method; it infers the probabilistic state of an event from known facts about other related events. Figure 2 shows an example of CN. P(x1|a1) represents a conditional probability of event x1 being true when event a1 is true.
Each node in the CN has two states: "understands" and "does not understand" (or "answers correctly" and "answers incorrectly" in the case of a question). Mutually related nodes (e.g., a "section" and a "question" in that section) are linked to each other with a conditional probability. In the example of Fig. 2 , there are the following four types of conditional probabilities between Section A and Question X, which is part of Section A:
A) P(x1 | a1) : Probability of answering Question X correctly when the learner understands Section A.
B) P(x2 | a1) : Probability of answering Question X incorrectly when the learner understands Section A.
C) P(x1 | a2) : Probability of answering Question X correctly when the learner does not understand Section A. D) P(x2 | a2) : Probability of answering Question X incorrectly when the learner does not understand Section A.
Learning modules contain information about two conditional probabilities: P(x1|a1) and P(x1|a2). KUSEL calculates the other two conditional probabilities by itself.
Suppose that, in the above conditions, KUSEL has found that P(x1) = 1.0; i.e., the learner has answered Question X correctly. When the CN receives this fact as an input, it can calculate P(a1|x1), the probability that the learner understands Section A based on the given conditional probabilities The probability that the learner understands a certain thing is called the "level of understanding".
Structure of a User-Adaptive Learning Module
A learning module consists of four types of file: a CN definition file, an execution plan file, HTML/XHTML files, and a KUSEL manifest file. Together, they are called a "course package".
Only one CN definition file is included in each learning module, and this describes the structure of the CN in XML. Specifically, it describes the structure of a tree, which has chapters, sections and questions as its nodes, and the conditional probabilities between mutually related nodes. Conditional probabilities indicate "P(understands the child node | understands the parent node)" and "P(understands the child node | does not understand the parent node)". This CN definition file is used to infer the level of understanding of individual learners.
An execution plan defines the sequence in which sections of the learning module are presented to learners, and this is also written in XML. KUSEL presents sections of the learning module according to this execution plan. The execution plan also includes the thresholds used to determine the level of understanding, and actions to be taken in accordance with the level of understanding identified. Specifically, if the level of understanding is equal to or higher than the threshold (currently 0.7) included in the execution plan, KUSEL proceeds to the next section. If the level of understanding is below the threshold, KUSEL either re-presents the questions in the same section or presents a detailed explanation of and comments about the material covered in that section. Figure 3 shows such an example.
HTML/XHTML files contain actual educational content to be presented to learners. An HTML file is used for PC clients and an XHTML file for mobile phone clients. Broadly, there are two types of HTML/XHTML files: files containing explanatory pages and files containing questions. Explanatory pages usu- ally consist of text and figures. Question pages consist of text questions, and check boxes and buttons, which the learner uses to select answers or KUSEL uses to determine whether or not the learner has answered correctly. Learning modules for PCs use JavaScript in the part where KUSEL determines whether or not the learner has answered correctly. The JavaScript program determines whether or not the answer is correct and sends the result to the server. In contrast, most mobile terminals do not support JavaScript. Therefore, the learner's answers are sent directly to the server, which then determines whether or not the answers were correct.
Only one KUSEL manifest file is included in a learning module. It contains information about the CN definition file and the execution file. Fig. 1 . In addition, as part of this program, we evaluated KUSEL's user interface in cooperation with a Kitami City industry-government-academia collaborative organization [7] . Using a questionnaire survey, we evaluated 10 items on screen design, 4 items on operability, 2 items on active use of images, and 1 item on adaptive learning. Respondents rated each item on a five-point scale, ranging from 5 points for best to 1 point for worst. A summary of the evaluation results is shown in Table 1 . These show that KUSEL's user interface was generally rated "average or above average". We also analyzed informal comments attached to the responses and implemented improvements in KUSEL in order to resolve high-priority issues indicated in these comments.
KUSEL has also been used in the following applications:
* Kitami City used KUSEL to provide its employees with educational material related to government practices.
* Kitami Institute of Technology used KUSEL to provide Kitami citizens with educational material that supports acquisition of IT qualifications, and in technical training. 
Design of the Authoring Tool
Basic Design
The purpose of the authoring tool is to enable learning module authors without special knowledge about user-adaptive learning modules to create the course package described in Section 2.3, using simple GUI operations. The overall structure of the authoring tool is shown in Fig. 4 .
The central part of the tool is the common data area; the editor part and the course package generator are built around this area.
The editor part provides the user interface, and operates on information about a learning module within the common data area. It consists of several types of editors, including the (learning module) structure editor, the page editor, and the (lecture) unit editor.
The course package generator generates a course package from information about a learning module that is held in the common data area.
The common data area manages the information about all learning modules that are being created. An API for editing and reading data in the common data area is provided for both the editor part and the course package generator.
Structure Editor
A learning module is represented in the form of a tree structure. Each element of a learning module is treated as a node of a tree. Figure 5 shows an example window of the authoring tool. The left-hand pane of the window shows the structure editor. Learning module authors can edit the learning module structure using GUI operations. The tree structure of edited chapters, sections and questions is automatically reflected in the CN structure when a CN definition file is generated.
Page Editor
The "page editor" is a generic name for editors used to edit the content in each node in the learning module structure that has been edited using the structure editor. There are several types of page editors corresponding to different types of elements contained in a learning module. The right-hand pane of the authoring tool window shows the page editor. The page editor handles the node selected by the structure editor on the left-hand side of the window. An example window is shown in Fig. 5 . 
Unit Editor
One course of an item of educational material consists of one or more lecture units. Each lecture unit constitutes a unit for learning exercise. The (lecture) unit editor is used to determine which lecture units are included in a course. It can be used to specify the sections of the learning module that will be presented during one lecture unit (e.g., from Section 1.1 to Section 2.3). An example window for the unit editor is shown in Fig. 6 .
The unit editor can be used to specify how to present a learning module in each lecture unit. Currently, the following three ways of presenting a learning module are available:
A) The lecture unit includes an initial explanation, questions, determination of whether or not questions were answered correctly, and an explanation about each question.
B) The lecture unit consists of an initial explanation only
C) The lecture unit skips the initial explanation and starts with questions.
The unit editor is linked to the course package generator and activates the course package generator.
Course Package Generator
The course package generator generates each element file in the course package by calling the CN definition file generator, the execution plan generator, the HTML/XHTML file generator, and t he KUSEL manifest generator. It then puts them into a single JAR file to complete the creation of a course package.
The CN definition file generator picks out information needed for the generation of a CN definition file from the common data area, and outputs a CN definition file. Information needed for the generation of a CN file has been created in the common data area by the structure editor and the page editor.
The execution plan generator generates an execution plan of each lecture unit based on the information about the sequence in which the sections selected using the unit editor are to be presented, and about the subject area covered by each lecture unit.
The HTML/XHTML file generator is called by the page editor, which is initiated by the KUSEL user. It generates an HTML file or an XHTML file from the text data input using the page editor. In the case where PCs are clients, a JavaScript program to send information about which questions are answered correctly to the server is generated and automatically written into the HTML file. In the case where mobile terminals are clients, link buttons ("previous", "next", "top menu", etc.) for advancing the learning exercise are automatically written into the XHTML file.
Common Data Area
The common data area manages all data about the learning modules being created. The creation of a course package requires acquisition of different sets of data edited by different editors. This acquisition is facilitated by the common data area, which provides all the necessary data, thus sparing different parts of KUSEL any effort to directly collect data from different editors. The common data area also simplifies operations because it provides all necessary data.
Functionality of the Authoring Tool
Function to Switch Types of Client Terminals
The authoring tool clearly distinguishes between the set of files for PC clients and those for mobile terminal clients. It picks the right set of functions based on information about learning modules stored in the common data area. It also has a common set of functions that are applicable to both types of clients.
The type of clients to be supported is selected when a learning module is created or when an existing learning module is read from the common data area. The type of files being created or edited is displayed in the title portion of the authoring tool window.
Function to Support Adjustment of Conditional Probabilities
The authoring tool provides two options for setting conditional probabilities that will be used for inferring the level of understanding of the learner: simple setting and detailed setting.
In the simple setting, the learning module author simply assigns one of five levels of difficulty to each question. Five conditional probability values are predetermined, which correspond to the different levels of difficulty. These values are derived empirically. Figure 7 shows an example of the rule used for setting conditional probabilities.
In the detailed setting, the learning module author can set any values to conditional probabilities.
There are three page editors, one each for dealing with chapters, sections, and questions respectively. They provide different data input fields for the two setting options. Figure 8 shows example windows for the two options. It is ensured that there is compatibility between the levels of difficulty used in the simple setting and the conditional probabilities set in the detailed setting so that setting values can be transferred between the two options. For example, conditional probability values may be first set using the detailed setting, and these values may be transferred to the simple setting. Then, the levels of difficulty are calculated from those conditional probabilities, and these levels will be selected when the learning module is used. After adjusting conditional probability values in this way, the learning module author can perform simulation on this authoring tool to confirm that KUSEL provides user adaptability as intended. The authoring tool calculates and displays the level of understanding using the CN for various cases of questions answered correctly or incorrectly. Specifically, when the learning module author sets the learner's answer to each question to be correct (or incorrect) using the page editor for question nodes, the level of understanding of the learner is displayed in the structure editor window. Figure 9 shows an example of a window displaying this information. The learning module author can check how the level of understanding changes as he or she sets the learner's answer to each question to be correct (or incorrect).
Function to Support Editing of HTML/XHTML Files
The actual educational material presented to the learner exists in an HTML/XHTML file. The authoring tool enables the learning module author to create an HTML/XHTML file even when he or she knows nothing at all about its detail.
Using the structure editor, the author selects the node he or Fig. 9 Display of the level of understanding.
she wants to edit, and then creates the HTML/XHTML file associated with the node, using the page editor for the type of node selected. He or she can input text, format it, and insert still pictures and video clips, and then check the created HTML/XHTML file in a preview window. Figure 10 shows the data input window. Text formatting capabilities include changing font size, font color, and font style (bold, italic, etc.). Still pictures and video clips can be inserted anywhere in the text. When inserting a video clip, the author specifies its size and the URL where the video clip is located. The video clips used in the learning module are stored in a dedicated server, which is different from the KUSEL server that holds the files of learning modules. When a video clip is to be played, the system accesses the URL where the video clip is located.
KUSEL can use HTML/XHTML files that have been created without using the authoring tool. Using the structure editor, the learning module author first selects the node he or she wants to edit, and then reads an existing HTML/XHTML file associated with the node using the page editor for the type of node selected. Any still pictures and/or video clips used by the HTML/XHTML file are copied from the locations where they are stored.
Function to Merge Learning Modules
Several existing learning modules can be merged into one. The learning module author first copies learning module data, and can then edit those data to change their structure. He or she then moves the required folders and/or files to a target folder in order to merge them. The author can also edit the merged learning module.
This function allows a number of people to work together to create a learning module. Each person creates a portion of the target learning module, using the authoring tool, and their results are later merged. For example, suppose that the first half of the target learning module, X, is A, and the second half is B. A and B can be merged to create X.
The dialog box shown in Fig. 11 is used to merge learning modules. In this dialog box, the user specifies the folder in which the merged learning module is to be saved, the name of the course (file name), and the individual learning modules that will be merged. 
Third-Party Evaluation of the Authoring Tool
The authors conducted third-party evaluation of the authoring tool using a questionnaire survey. The respondents were 7 engineers employed by private companies who had created educational material using the authoring tool. The following items were surveyed:
A) Compare the time required to create educational material using the authoring tool against the time required to create such material without the authoring tool.
B) Did you need specialist knowledge, such as familiarity with HTML, to create the educational material?
C) Did you have to consider probability when setting conditional probabilities?
For A), respondents were asked to indicate the relative time required to create educational material using the authoring tool assuming that the time required without using the authoring tool was 100. They answered that use of the authoring tool reduced the material creation time to about 35% of the time required without using the authoring tool. For B), six of the seven respondents answered that they did not need specialist knowledge, such as familiarity with HTML, to create the educational material. The one person who found specialist knowledge necessary referred to a case where he wanted to make certain types of modification to the material that cannot be achieved with the authoring tool. In such cases, he had to directly modify the HTML files concerned. For C), no respondents reported a need to consider probability in setting conditional probabilities. These evaluation results indicate that the authoring tool is effective in supporting the creation of educational material for KUSEL.
Conclusions
This paper has described the design and functionality of a user-adaptive u-learning system, KUSEL. We have confirmed that the authoring tool enables people without knowledge of HTML or probability to easily create educational material for KUSEL. In particular, automatic creation of the CN definition file and the execution plan using the authoring tool is very effective and, consequently, the learning module author can concentrate on designing the structure and developing the content of the learning module.
The authoring tool of KUSEL has a restriction in that, when the learning module creator writes an execution plan, he/she can select only one of three pre-defined sequences for presentation of a learning module. It does not permit fine control of the execution plan. Therefore, the authors would like to equip the tool with the capability to allow detailed setting of the execution plan so that more flexible user-adaptive behavior can be defined. They plan to study the potential for improvement of the authoring tool in this respect.
