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Tematika naloge:
Mobilne naprave postajajo vedno bolj popularne, s tem pa tudi segment
mobilnih aplikacij. Pri razvoju mobilnih aplikacij pa lahko izbiramo med
različnimi pristopi k razvoju. Najbolǰso odzivnost nudijo nativne aplikacije,
medtem ko nudijo najbolǰso razširljivost oziroma dostopnost uporabniku ra-
zne oblike spletnih aplikacij. V okviru diplome je vaša naloga, da poskusite
odgovoriti na vprašanje, ali so progresivne spletne aplikacije dovolj dobre
oziroma ali so dovolj odzivne v primerjavi z nativnimi aplikacijami, da bi
jih uporabniki lahko sprejeli kot alternativo nativnim aplikacijam. V ta na-
men je vaša naloga, da najprej izberete ustrezno nativno in spletno aplikacijo.
Aplikaciji naj bosta kar se da podobni s stalǐsča funkcionalnosti, uporabnǐske
interakcije ter izgleda. Po potrebi aplikaciji dopolnite, spremenite ali na novo
razvijte. Zasnujte tudi test uporabnikov, s pomočjo katerega boste primerjali
obe aplikaciji. Nato pa pridobite uporabnike in izvedite test. Dobljene re-
zultate tudi analizirajte in jih predstavite. Predstavite tudi vaše ugotovitve.
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4.1 Načrt razvoja . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
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SQL Structured query language Strukturirani povpraševalni je-
zik
CSS Cascading Style Sheets Kaskadne slogovne pole
SCSS Sassy cascading style sheets Jezikave kaskadne slogovne
pole
HTML Hypertext Markup Language Jezik za označevanje nadbese-
dila




DOM Document object model Objektni model dokumenta
JSON JavaScript object notation JavaScript notacija objektov
REST Representational State Trans-
fer
Predstavitveni prenos stanja
AJAX Asynchronous JavaScript and
XML
Asinhroni JavaScript in XML
SDK Software development kit Komplet za razvoj programske
opreme
PWA Progressive web apps Progresivne spletne aplikacije
SPA Single page application Enostranska aplikacija
HTTP Hypertext transfer protocol Protokol za prenos nadbesedila
HTTPS Hypertext transfer protocol se-
cure
Protokol za varni prenos nad-
besedila
URL Uniform resource locator Enolični krajevnik vira
CLI Command-line interface Vmesnik za ukazno vrstico
IDE Integrated development envi-
ronment
Integrirano razvojno okolje
PaaS Platform as a service Platforma kot storitev
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Avtor: Jernej Stražǐsar
Glavni cilj diplomske naloge je bil ugotoviti, ali so progresivne spletne apli-
kacije primerljive z nativnimi mobilnimi aplikacijami s stalǐsča uporabnǐske
izkušnje. V ta namen je bilo potrebno izdelati progresivno spletno aplika-
cijo (s kratico PWA) za naročanje hrane in zasnovati test uporabnikov, ki bi
omogočil primerjavo razvite spletne aplikacije z že obstoječo nativno aplika-
cijo za platformo Android. Pred začetkom razvoja smo preučili in predstavili
različne načine izdelave aplikacij za več platform. Podrobneje smo opisali
prednosti in slabosti razvoja nativnih aplikacij in PWA. Nato smo izbrali
najprimerneǰse tehnologije za izdelavo PWA in pripravili načrt razvoja. Pri
celotnem postopku smo uporabili pristop Kanban, ki omogoča dober pregled
nad statusom nalog. Po koncu razvoja smo s pomočjo testa, pri katerem je
sodelovalo 15 uporabnikov, poskusili ugotoviti, ali uporabniki opazijo razlike
v uporabnǐski izkušnji med PWA in nativnimi aplikacijami. Rezultati te-
sta kažejo, da zahtevneǰsi uporabniki zaznajo razlike v uporabnǐski izkušnji,
vendar so te manj opazne pri aplikacijah, ki so bolj preproste, ali pri katerih
nativne funkcionalnosti ne predstavljajo večjega dela uporabnǐske izkušnje.




Title: A comparison of native applications and progressive web applications
for multi-platform development.
Author: Jernej Stražǐsar
The main objective of this thesis was to determine whether progressive web
applications are comparable to native mobile applications in terms of user
experience. To this end, it was necessary to create a progressive web ap-
plication (abbreviated PWA) for ordering food and design a user test that
would allow comparing the developed web application with an existing na-
tive application made for the Android platform. Different ways of creating
multi-platform applications were examined and presented prior to the start
of the development process. In addition, the advantages and disadvantages
of native application and PWA development were described in more detail.
The most suitable technologies for developing PWA were then selected and
a development plan was prepared. The Kanban approach, which provides a
good overview of the status of the tasks, was used throughout the process.
When the application was developed, a test, involving 15 users, was used
to try to determine whether the users notice any differences in the user ex-
perience between PWA and native applications. The test results show that
more demanding users perceive differences in the user experience. The differ-
ences seem less noticeable in simpler applications and those in which native
functionalities do not represent a major part of the user experience.




Uporabniki do vsebin dostopajo preko različnih platform. Če želimo izde-
lati aplikacijo, ki bo popularna in uspešna, mora biti dostopna čim večjemu
številu potencialnih uporabnikov, kar posledično pomeni, da mora delovati
na več popularneǰsih platformah.
Izbira strategije razvoja za več platform je ena izmed prvih in najpo-
membneǰsih odločitev, ki jih moramo sprejeti pri načrtovanju razvoja aplika-
cije, saj določi, katere tehnologije nam bodo na voljo za izdelavo aplikacije.
Na izbiro vplivajo različni dejavniki, na primer čas in sredstva, ki jih
imamo na razpolago, namen aplikacije, funkcionalnosti, ki jih želimo imple-
mentirati itd. Od izbire so odvisne karakteristike končne aplikacije, kot sta
na primer hitrost odzivanja na uporabnikova dejanja in zmogljivost.
Nativne aplikacije nam zagotavljajo dostop do vseh funkcionalnosti plat-
forme (npr. kamere, mikrofona, lokacije) in so najbolj zmogljive, vendar pa
moramo za vsako platformo napisati in vzdrževati ločeno kodo, kar poveča
kompleksnost, čas in stroške razvoja. Na drugem koncu spektra se naha-
jajo progresivne spletne aplikacije, ki lahko z eno kodo podprejo vse plat-
forme s spletnimi brskalniki, vendar so manj zmogljive in težje komunici-
rajo z nativnimi funkcionalnostmi platforme. Vmes se nahajajo hibridne
in večplatformske nativne aplikacije, ki združujejo tako spletne kot nativne
funkcionalnosti, ali pa poskušajo na tak ali drugačen način omogočiti čim
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večjo kompatibilnost kode med več platformami. V teoriji se moramo torej
odločiti, ali nam je najbolǰsa možna uporabnǐska izkušnja pomembneǰsa od
ceneǰsega, hitreǰsega in enostavneǰsega razvoja.
Glavno vprašanje, na katerega želim odgovoriti v okviru te diplomske
naloge je, ali uporabnik opazi večjo razliko med uporabnǐskimi izkušnjami
aplikacij razvitih na zgoraj naštete načine in ali je razlika tako velika, da
raznih oblik spletnih aplikacij, kot je na primer progresivna aplikacija, ne bi
želel uporabljati, če obstaja nativna alternativa.
Da bi to dosegel, sem razvil spletno aplikacijo v obliki progresivne apli-
kacije, primerljivo obstoječi nativni in obe dal testni skupini uporabnikov
za primerjavo. Aplikaciji sta namenjeni enostavnemu naročanju hrane preko
spleta. Uporabnik lahko hrano naroča iz več restavracij, določi čas prihoda in
z uporabo bralnika QR kod restavraciji sporoči svoj prihod in številko mize
za katero bo sedel. V fazi implementacije progresivne aplikacije sem zago-
tovil, da obe aplikaciji služita istemu namenu in imata kar se da podoben
uporabnǐski vmesnik. Testni uporabniki so morali v obeh aplikacijah izvesti
več nalog in nato odgovoriti na vprašanja o enostavnosti uporabe in hitrosti
različnih delov aplikacije.
Progresivno spletno aplikacijo sem razvil sam z uporabo ogrodja Angular
in jo naredil dostopno preko HTTPS povezave. Zaledni sistem in osnovo za
nativno aplikacijo sem vzel iz predhodnega projekta pri predmetu
”
Tehno-
logija programske opreme“, jo dopolnil z nekaj novimi funkcionalnostmi in
objavil na trgovini Google Play.
V drugem poglavju so podrobneje opisani različni načini razvoja aplikacij
za več platform, vključno z njihovimi prednostmi in slabostmi. V tretjem po-
glavju so predstavljene ključne tehnologije, ki so bile uporabljene za izdelavo
progresivne spletne aplikacije. Četrto poglavje je namenjeno predstavitvi me-
todologije in načrta razvoja ter načrta podatkovne baze. V petem poglavju
so predstavljene glavne funkcionalnosti razvite spletne aplikacije, skupaj z za-
slonskimi maskami uporabnǐskega vmesnika. Šesto poglavje opisuje izvedbo
in rezultate primerjalnega testa med nativno in progresivno spletno aplika-
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cijo. V sedmem poglavju so podani zaključki, do katerih sem prǐsel na osnovi
podatkov iz testa uporabnikov in lastnih izkušenj z razvojem obeh aplikacij
in načrti za nadaljnje delo na PWA.
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Poglavje 2
Razvoj mobilnih aplikacij za
več platform
Danes obstaja veliko različnih programskih jezikov, tehnologij in ogrodji, ki
jih lahko uporabimo za razvoj aplikacij. Veliko vlogo pri izbiri tehnologij ob
začetku projekta igra tudi izbira platform, ki jih hočemo podpreti z aplikacijo.
Med namiznimi operacijskimi sistemi sta v ospredju Windows in MacOS, s
tržnimi deleži 77,12% in 17,56% [14], med mobilnimi pa Android in iOS, s
tržnimi deleži 74.43% in 24,99% (podatki za september 2020) [22].
Poleg tržnih deležev moramo biti pozorni tudi na druge dejavnike. Iz
predhodnih podatkov bi lahko sklepali, da je tržni delež iOS-a premajhen,
da bi se nam splačalo vložiti sredstva za razvoj aplikacije, ki bo kompati-
bilna tako z iOS in Android, vendar pa imajo uporabniki iOS-a večjo stopnjo
vključenosti in hkrati zapravijo več za aplikacije. Android je bolj popularen
med uporabniki z nižjimi dohodki, večina Android naprav pa sodi v srednji
ali nižji cenovni razred [2]. Kljub veliki razliki v tržnem deležu je iOS-ova
trgovina z aplikacijami App Store ustvarila 22,6 milijard dolarjev v prvi po-
lovici leta 2018, v primerjavi z 11,8, ki jih je ustvarila Androidova trgovina
Play [3].
Če želimo, da bo aplikacija kar se da popularna in dobičkonosna, moramo
torej v razvoju podpreti čim več popularnih platform. To lahko dosežemo na
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več različnih načinov, vsak od njih pa ima svoje prednosti in slabosti.
2.1 Nativne aplikacije
Nativne aplikacije so narejene v izvornem programskem jeziku platforme. Za
Android sta na voljo Java in Kotlin, za iOS pa Swift in Objective-C [30].
Razvijamo jih s pomočjo nativnih SDK-jev, na primer Java Development
Kit za Android, iOS SDK za iOS in .NET za Windows. Omogočajo nam
direkten dostop do polnega nabora funkcionalnosti naprave, kot so kamera,
mikrofon, GPS in zaznavanje gibanja, zato je razvoj večinoma neodvisen od
zunanjih knjižnic [10]. Zaradi uporabe SDK-jev je uporabnǐski vmesnik skla-
den s platformo, kar zagotavlja bolǰso uporabnǐsko izkušnjo, saj ne prihaja
do neskladij med izgledom operacijskega sistema in aplikacije [31].
Nativne aplikacije ne potrebujejo dodatne vmesne opreme (npr. vtičniki
ali WebView) za komunikacijo z API-ji naprave, kar jim omogoča večjo hitrost
in odzivnost v primerjavi s spletnimi ali hibridnimi aplikacijami. To je še
posebej pomembno pri performančno zahtevneǰsih aplikacijah [31].
Če želimo podpreti več platform, moramo za vsako razviti in vzdrževati
ločeno kodo. Posledično ima vsaka platforma lasten izdajni cikel in posodo-
bitve, zato je težko istočasno izdajati nove funkcionalnosti za vse platforme
hkrati. Prav tako za vsako platformo potrebujemo razvijalce z različnimi
znanji in spretnostmi [10].
2.2 Aplikacije za več platform
Kljub temu, da nativne aplikacije ponujajo najbolǰso uporabnǐsko izkušnjo in
integracijo z nativno platformo, zaradi vǐsjih stroškov in zahtevnosti razvoja
niso vedno najprimerneǰsa rešitev. Obstaja več različnih pristopov razvoja
aplikacij, katerih cilj je ena sama koda, ki bo delovala za vse ciljne platforme.
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2.2.1 Hibridne aplikacije
Hibridne aplikacije združujejo spletne in nativne elemente.
Za razvoj so večinoma uporabljene spletne tehnologije, kot so JavaScript,
CSS in HTML, v povezavi z ogrodji, kot sta na primer Cordova in Ionic, ki
preko vtičnikov (ang. native plugins) omogočajo dostop do nativnih funk-
cionalnosti naprave, na primer GPS, kamera in mikrofon. Vtičniki delujejo
kot ovojnica okoli nativnih knjižnic in komponent. Dostop do nekaterih,
predvsem noveǰsih funkcionalnosti naprave, zaradi zanašanja na vtičnike ni
zagotovljen [10].
Uporabnǐski vmesnik, ki je narejen s spletnimi tehnologijami, je prikazan
v nativnem vsebovalniku
”
WebView“. WebView vsebino izrǐse kot navadno
spletno stran z uporabo vgrajenega spletnega brskalnika [30].
2.2.2 Večplatformske nativne aplikacije
Za razliko od hibridnih aplikacij, večplatformske nativne aplikacije za izris ne
uporabljajo vsebovalnika WebView. Izvorna koda, ki je neodvisna od plat-
forme, se pretvori v nativne komponente. Jezik izvorne kode in način pre-
tvorbe je odvisen od orodja, ki je uporabljeno za izdelavo aplikacije. React
Native sproti interpretira JavaScript, Xamarin vnaprej prevede C#, Flutter
pa kodo, napisano v jeziku Dart, prevede v kodo, ki se izvaja na Dart virtu-
alni napravi [11]. Zmogljivost je prav tako odvisna od orodja, vendar pa je
načeloma bolǰsa kot pri hibridnih aplikacijah in slabša kot pri nativnih.
Nekateri deli kompleksneǰsih večplatformskih aplikacij lahko na določenih
platformah delujejo drugače, zato jih je potrebno prilagoditi vsaki platformi
posebej.
2.2.3 Progresivne spletne aplikacije
Progresivne spletne aplikacije (angl. Progressive Web Applications, PWA)
so spletne aplikacije razvite z uporabo določenih tehnologij in standardnih
vzorcev, s katerimi lahko izkoristijo tako spletne, kot tudi nativne funkcional-
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nosti. Niso ena sama tehnologija, temveč predstavljajo filozofijo za grajenje
spletnih strani [18].
Lastnosti PWA Spletno aplikacijo štejemo za progresivno, če ima določene
funkcionalnosti in zadosti naslednjim potrebam [18]:
 Odkrivljiva: Končni cilj je, da bi imele spletne aplikacije bolǰso za-
stopanost v brskalnikih, da bi jih bilo lažje izpostaviti, razvrščati in
katalogizirati ter da bi imele metapodatke, s katerimi bi jim lahko br-
skalniki omogočili več zmogljivosti. Progresivnim spletnim aplikacijam
to omogoča JSON datoteka
”
Web Manifest“, v kateri so definirane
funkcionalnosti aplikacije kot ime, namizna ikona, zaslon za prikaz ob
zagonu in barvna tema.
 Namestljiva: Do tradicionalnih aplikacij lahko uporabnik dostopa
preko ikon na domačem zaslonu. PWA ponujajo funkcionalnost
”
Do-
daj na domačo stran“ (ang. Add to home screen). Da je ta omogočena
mora biti aplikacija dostopna preko protokola HTTPS, imeti tudi mora
manifest, namizno ikono in registriranega storitvenega delavca (več v
odstavku Storitveni delavec v nadaljevanju poglavja) [1].
 Dostopna preko URL
 Neodvisna od omrežja
 Progresivna: Razvita tako, da zmogljivim modernim brskalnikom
nudi najbolǰso možno izkušnjo in sprejemljivo manj zmogljivim.
 Ponovna angažiranost: Ena glavnih prednosti nativnih aplikacij je,
da so lahko uporabniki ponovno angažirani preko posodobitev in nove
vsebine, tudi ko se ne ukvarjajo z napravo. To lahko moderne spletne
aplikacije dosežejo z novimi tehnologijami kot so storitveni delavci, API
za potisna sporočila, ki omogoča pošiljanje posodobitev direktno od
strežnika do aplikacije in API za obvestila, ki lahko ustvari sistemska
obvestila.
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 Odzivna: Z uporabo medijskih povpraševanj in vidne odprtine (angl.
Viewport) lahko spletne aplikacije prilagodijo uporabnǐski vmesnik ka-
teri koli velikosti.
 Varna: Spletna stran mora biti dostopna preko protokola HTTPS, pri
razvoju pa moramo ves čas paziti, da aplikacija zagotavlja varnost [29].
Glavne prednosti PWA
 Predpomnjenje s storitvenimi delavci zniža nalagalne čase od drugega
obiska naprej.
 Ko je na voljo posodobitev, se posodobi le tisti del aplikacije, ki je bil
spremenjen. Pri nativnih aplikacijah je ob vsaki posodobitvi potrebno
na novo prenesti celotno aplikacijo.
 Ikona na namizju, meni z bližnjicami (angl. App shortcuts) in pri-
kaz v celozaslonskem načinu brez uporabnǐskega vmesnika brskalnika
omogočajo uporabnǐsko izkušnjo, ki je bolj povezana z nativno plat-
formo kot pri tradicionalnih spletnih aplikacijah.
 Komunikacija preko sistemskih obvestil in potisnih sporočil nam po-
maga bolje angažirati uporabnike in poveča verjetnost, da bo uporab-
nik izvedel želena dejanja (npr. nakup izdelka preko spletne trgovine)
[18].
Storitveni delavec Je navidezni namestnik med brskalnikom in omrežjem.
Omogoča nadzor nad predpomnjenjem virov spletnih mest, kar posledično
omogoča izdelavo spletnih aplikacij, ki so na voljo tudi, ko je naprava brez
internetne povezave [36]. Izvaja se v niti, ki je ločena od glavne JavaScript
kode strani in nima dostopa do DOM. API je brez zapore (ang. non-blocking)
in lahko prejema ter pošilja komunikacijo med različnimi konteksti. Stori-
tveni delavec prejme nalogo, kot na primer obdelavo obvestil, ali izvedbo
težkih izračunov in s pomočjo obljub (ang. promise) vrne odgovor, ko je ta
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pripravljen. Prevzame lahko nadzor nad omrežnimi zahtevami in jih spre-
meni, nanje odgovori z odzivi, ki jih pridobi iz predpomnilnika, ali pa jih
v celoti sintetizira. Ker ponuja tako močne funkcionalnosti, se lahko izvaja
samo v varnih pogojih, zato mora biti za uporabo storitvenega delavc spletna




HTML oziroma jezik za označevanje nadbesedila je eden osnovnih gradnikov
spleta. Z njim se določi pomen in strukturo spletne vsebine. Specifikacijo
jezika vzdržuje organizacija World Wide Web Consortium (kratko W3C) in
je dostopna na naslovu https://www.w3.org/TR/html52/ (različica ob času
pisanja: 5.2).
Nadbesedilo se nanaša na povezave, ki med seboj povezujejo spletne
strani, bodisi znotraj ene spletne strani ali med več stranmi. HTML upo-
rablja
”
označevanje“ (ang. markup) za definiranje slik, besedila in ostale
vsebine za prikaz v spletnem brskalniku. Označevanje vključuje posebne ele-
mente, na primer <head>, <body>, <div> itd. [16].
Osnovni gradniki HTML elementa, prikazani na Sliki 3.1, so [17]:
1. Odpiralna značka: Sestavljena je iz imena elementa, ovitega v odpi-
ralni in zapiralni oklepaj. Označuje začetek elementa.
2. Zapiralna značka: Je podobna odpiralni, le da je pred imenom ele-
menta poševnica. Označuje konec elementa.




Slika 3.1: Osnovna struktura HTML elementa [17].
Elementi imajo lahko atribute, ki vsebujejo dodatne informacije. Niso
prikazani v spletnem brskalniku, vendar pa določijo elementu identifikatorje,
preko katerih mu lahko določimo slog [17], ali pa dobimo referenco nanj v
skripti. Atributi se nahajajo v odpiralni znački elementa in so sestavljeni iz
imena elementa, ki mu sledi enačaj, nato pa vrednost atributa ovita z nareko-
vaji. Poznamo tudi prazne elemente, ki so sestavljeni iz odpiralne značke in
atributov. Primer takega elementa je značka <img>, ki je namenjena prikazu
slike, določene z atributom src.
3.2 CSS
Kaskadne slogovne pole (angl. cascading style sheets, kratko CSS), je slogovni
jezik, s katerim se opisuje predstavitev dokumenta, napisnega v označevalnem
jeziku [13]. Je eden od temeljnih jezikov odprtega spleta in je v spletnih
brskalnikih standardiziran v skladu s specifikacijo W3C, ki je dostopna na
naslovu https://www.w3.org/Style/CSS/specs.en.html [13].
Omogoča nam selektivno nanašanje slogov na elemente v HTML doku-
mentih, na katere se lahko sklicujemo preko tipov elementov, raznih atribu-
tov, kontekstnih relacij, psevdo elementov in psevdo razredov. CSS povežemo
s HTML dokumentom tako, da v glavo dokumenta gnezdimo element:
<l ink href=”pot=do=css=datoteke ” re l=” s t y l e s h e e t ”>
Vrednost atributa href predstavlja naslov CSS dokumenta, ki ga želimo po-
vezati [12].
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CSS dokument vsebuje množico naborov pravil, ki se nanašajo na določene
HTML elemente. Nabor pravil sestavljajo (Slika 3.2):
 Selektor, ki definira za katere elemente bo slog veljal. Selektorji so
lahko ime elementa, atributa class in id, ostali atributi, psevdo razredi
ali pa kombinacija naštetih, ločenih s simboli, ki opisujejo razmerja med
njimi.
 Ime lastnosti, ki nam pove, katero od lastnosti elementa želimo obli-
kovati. Lastnost color na primer določa barvo besedila v elementu.
 Vrednost lastnosti, s katero izberemo enega od možnih izgledov za
lastnost (na primer rdečo barvo izmed množice vseh barvnih vrednosti).
Slika 3.2: Zgradba CSS nabora pravil [12].
Zaporedje imena in vrednosti lastnosti se imenuje deklaracija. V vsaki
deklaraciji moramo za ločitev imena in vrednosti lastnosti uporabiti dvopičje,
podpičje pa uporabimo, da ločimo eno deklaracijo od naslednje. Deklaracije
vsakega nabora pravil morajo biti ovite v zavite oklepaje [12].
3.2.1 Sass
Z naraščanjem kompleksnosti spletnih aplikacij narašča tudi kompleksnost
in velikost slogovnih pol. Predprocesor je program, ki sprejme podatke v
določeni obliki in jih pretvori v drugo. Sass je predprocesor, ki sprejme
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datoteke tipov sass, less ali scss (razlikujejo se po sintaksi) in jih pretvori
v CSS datoteke, ki jih lahko spletni brskalniki predelajo. Predprocesorji
razširjajo obstoječe jezike, kar pomeni, da je vsaka veljavna CSS koda tudi
veljavna Sass koda [28].
Sass olaǰsa pisanje in vzdrževanje kode, saj ponuja funkcionalnosti, ki ne
obstajajo v CSS [35]:
 Spremenljivke, s katerimi definiramo poljubne vrednosti, ki jih želimo
večkrat uporabiti v slogovni poli. Prepoznamo jih po simbolu $ na
začetku njihovega imena (npr. $primary color).
 Funkcije, s katerimi lahko opǐsemo kompleksneǰse operacije. Funkcijo
definiramo z ukazom @function. Podamo ji argumente, ki jih z upo-
rabo ukazov, kot so @if, @for in @each, pretvori v končni rezultat,
definiran z ukazom @return.
 Gnezdenje selektorjev omogoča, da se zgradba slogovne pole vizu-
alno ujema s hierarhijo HTML kode.
 Mixini so skupine CSS deklaracij, ki jih želimo večkrat uporabiti v
slogovni poli. Z njihovo uporabo se zmanǰsa ponavljanje kode, še pose-
bej pri predponah proizvajalcev (npr. -webkit, -moz ). Definiramo jih
z direktivo @mixin in uporabimo z @include.
 Moduli nam omogočajo, da uvozimo druge Sass datoteke in se sklicu-
jemo na njihove funkcije, spremenljivke in mixine z imenskim prostorom
na podlagi imena uvožene datoteke (npr base.$primary-color, če je
uvoženi datoteki ime base.scss). Datoteke uvozimo z direktivo @use.
 Delne datoteke vsebujejo manǰse dele kode, ki jih lahko vključimo v
ostale Sass datoteke. Ime delne datoteke se začne s podčrtajem (npr
delec.scss), ki Sassu pove, naj je ne pretvori v samostojno CSS dato-
teko.
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 Dedovanje lahko dosežemo z uporabo direktive @extend, kar omogoča
deljenje lastnosti med selektorji.
 Operatorji, ki podpirajo standardne matematične operacije, na pri-
mer seštevanje, odštevanje, deljenje, množenje in modulo. Z njimi lahko
preprosto izračunamo vrednosti, kot sta na primer širina in vǐsina ele-
menta.
3.3 JavaScript
JavaScript je poleg HTML in CSS ena od glavnih tehnologij, na katerih je
osnovan svetovni splet. Omogoča nam, da v spletne strani vpeljemo inte-
raktivnost in je zato ključni del spletnih aplikacij. Uporablja se tudi zunaj
okolja spletnih brskalnikov, na primer v odprto-kodnem, zaganjalnem orodju
Node.js.
Je interpretiran, eno-niten, dinamičen jezik, ki podpira objektno usmer-
jene, imperativne in deklarativne (npr. funkcionalno programiranje) paradi-
gme [21]. Funkcije so prvorazredne, kar pomeni, da so obravnavane kot vse
ostale spremenljivke in jih lahko podamo ostalim funkcijam kot vhodne argu-
mente, vračamo kot rezultat funkcij in priredimo kot vrednost spremenljivke
[15].
Nima pravih razredov (ključna beseda
”
class“ je bila uvedena v različici
ES2015, vendar je le sintaktični sladkorček). Skoraj v celoti je osnovan na
objektih, ki so definirani kot asociativna polja. Ključ vnosa v polju nam
pove ime lastnosti objekta. Namesto razredov uporablja prototipe. Vsak
objekt ima zasebno lastnost, ki hrani povezavo do njegovega prototipa, ki
je tudi sam objekt. Ta prototip ima prav tako svoj prototip, in tako naprej
dokler ne dosežemo objekta, ki ima prototip null in deluje kot zadnji člen v
prototipni verigi [20].




RxJS je JavaScript knjižnica, ki omogoča reaktivno programiranje z uporabo
podatkovne strukture Observable. Poenostavi pisanje kode, ki je asinhrona
ali osnovana na povratnih klicih [32].
Struktura Observable je lena zbirka več vrednosti, ki deluje po principu
potiskanja (ang. push). Na Observable se lahko naročimo in hkrati določimo
kako bomo uporabili vrednosti, ki jih bo v prihodnosti oddal. Observable
ne bo oddajal vrednosti, dokler se nanj ne naročimo [34]. Pozorni moramo
biti, da naročnino tudi prekinemo, ko jo ne potrebujemo več, drugače lahko
pride do puščanj naročnin (ang. subscription leaks), ki po nepotrebnem upo-
rabljajo vire in lahko povzročijo nepričakovano obnašanje.
S funkcijo pipe ustvarimo cevovod, v katerem lahko uporabljamo širok
nabor RxJS operatorjev, s katerimi lahko spremenimo oddano vrednost, pre-
den doseže naročnino, določimo koliko oddanih vrednosti bomo obdelali, itd
[33].
3.3.2 TypeScript
TypeScript je skalabilna nadmnožica JavaScript-a, ki se prevede v navaden
JavaScript [37]. Je močno tipiziran, objektno orientiran, prevajan jezik in
hkrati nabor orodji.
Prevedena koda je kompatibilna z vsemi obstoječimi JavaScript ogrodji,
orodji in knjižnicami. Lahko jo uporabimo v katerem koli JavaScript doku-





.ts“ in dobimo veljavno TypeScript datoteko. Ker se TypeScript prevede
v JavaScript, ne potrebuje posebnega zaganjalnega ogrodja [38].
Ponuja neobvezno statično tipiziranje in sistem za sklepanje o tipih glede
na vrednost spremenljivke. Obstoječim JavaScript knjižnicam lahko defini-
ramo tipe s pomočjo posebnih definicijskih datotek za TypeScript (TypeScript
Definition) datotek, s končnico (.d.ts). Podpira koncepte objektno usmerje-
nega programiranja, kot so razredi, vmesniki in dedovanje [38].
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Ker je JavaScript interpretiran, se lahko zgodi, da bo do napak prǐslo šele
med izvajanjem programa. TypeScript prevajalnik najde sintaktične napake
že med prevajanjem.
3.4 Angular
Angular je odprtokodno ogrodje za razvoj aplikacij na strani odjemalca, ki ga
sestavljajo HTML, TypeScript [4] in široka izbira slogovnih jezikov (na primer
CSS ali SCSS). Tipično Angular aplikacijo sestavljajo različni gradniki, ki so
opisani v naslednjih podpoglavjih.
3.4.1 Moduli
Osnovni gradniki Angular aplikacije so moduli, ki ločijo kodo v funkcionalne
množice. Aplikacija vedno vsebuje vsaj korenski modul, ki poskrbi za zagon
aplikacije. Moduli združujejo svoje komponente s sorodno kodo, na primer
storitvami in tako tvorijo funkcionalne enote. Organizacija kode v module
pomaga obvladovati razvoj kompleksnih aplikacij in omogoča ponovno upo-
rabo kode. Moduli lahko uvažajo funkcionalnosti iz drugih modulov ali pa
izvažajo lastne. Ponavadi se SPA prenašajo v enem kosu, saj na ta način
dosežemo večjo odzivnost med uporabo. Pri večjih aplikacijah si to težje
privoščimo, saj bi lahko zaradi dalǰsega časa nalaganja uporabnik zgubil in-
teres. Angular nam omogoča, da se moduli prenesejo šele, ko jih uporabnik
potrebuje. Ta način se imenuje leno nalaganje (ang. lazy-loading) in zmanǰsa
količino kode, ki jo moramo naložiti ob zagonu, vendar tudi nekoliko zniža
splošno odzivnost aplikacije. [8].
3.4.2 Komponente
Vsaka Angular aplikacija ima vsaj eno korensko komponento, ki povezuje
hierarhijo komponent z DOM. V vsaki komponenti je definiran razred, ki
vsebuje podatkovno logiko. Povezan je s HTML predlogo, v kateri je defi-
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nirana vsebina, ki bo prikazana v ciljnem okolju. Dekorator @Component()
določi razred kot komponento in priskrbi pripadajočo HTML predlogo ter
meta podatke.
Predloga je kombinacija HTML in Angular označevalne kode, ki lahko
modificira HTML elemente, preden so prikazani. Angular označevalna koda
vsebuje direktive, s katerimi lahko implementiramo programsko logiko. S
kodo za vezavo podatkov lahko povežemo DOM s podatki [5, 6]. Poznamo
dva tipa podatkovne vezave [5]:
 Vezava dogodkov: Ob uporabnikovem vnosu posodobi podatke.
 Vezava lastnosti: Ob spremembi podatkov posodobi DOM.
Angular podpira dvosmerno in enosmerno vezavo podatkov med komponento
in DOM [6].
Predloge v Angular so dinamične. Ko jih Angular izrisuje, pretvori DOM
v skladu z navodili, ki jih podajo direktive. Poznamo več vnaprej-definiranih
direktiv, na primer ngFor, ki glede na vrednost neke spremenljivke (npr.
seznama imen) večkrat prikaže HTML element, vsakič z različno vrednostjo,
ali pa ngIf, ki glede na pogoj določi ali bo komponenta izrisana [7].
3.4.3 Storitve
Podatkovno logiko, ki ni del specifičnega pogleda in jo želimo uporabiti v
več komponentah, lahko opǐsemo v storitvah [4]. So razredi, ki imajo ozek in
dobro definiran namen. Z njihovo uporabo lahko ločimo dele aplikacije, pove-
zane s prikazom podatkov, od drugih vrst procesiranja, kar poveča modular-
nost in ponovno uporabo kode ter zmanǰsa velikost posamezne komponente.
Ponavadi so uporabljene za pridobivanje podatkov s strežnika, preverjanje
uporabnǐskega vnosa in beleženje v konzolo [9].
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3.4.4 NgRx
NgRx je ogrodje za gradnjo reaktivnih aplikacij v ogrodju Angular. Omogoča
upravljanje stanja in zbirk entitet, izolacijo stranskih učinkov, vezavo na
usmerjevalnik, tvorjenje kode in razvojna orodja, ki izbolǰsajo razvijalsko
izkušnjo pri gradnji različnih vrst aplikacij [40].
Uporablja se predvsem za razvoj aplikacij, pri katerih zaradi pridobivanja
podatkov iz več različnih virov in velikega števila interakcij z uporabnikom
upravljanje stanja izključno z Angular storitvami ne zadostuje več.
Sestavljeno je iz naslednjih ključnih elementov:
 Shramba (ang. Store) omogoča upravljanje s stanjem z uporabo
knjižnice RxJS (glej poglavje 3.3.1). Je kontroliran vsebovalnik sta-
nja, narejen za razvoj visoko zmogljivih in konsistentnih aplikacij [27].
 Akcije (ang. Actions) predstavljajo edinstvene dogodke, ki se lahko
dogajajo v aplikaciji (npr. uporabnikove interakcije z aplikacijo, zu-
nanje interakcije preko omrežnih zahtev, interakcije z API-ji naprave,
itd.). Ko definiramo akcijo, moramo definirati njen tip v obliki poljub-
nega znakovnega niza (npr. ’[Cart] Remove item’). Poljubno lahko
definiramo tudi dodatne metapodatke, ki jih potrebujemo za obdelavo
akcij, imenovani rekviziti (ang. props) [23].
 Reduktorji (ang. Reducers) so odgovorni za prehode med stanji tako,
da obdelajo akcije na osnovi njihovega tipa. So čiste funkcije, kar po-
meni, da za določene vhodne podatke vedno vrnejo enake izhodne po-
datke, brez stranskih učinkov [25].
 Selektorji (ang. Selectors) so čiste funkcije, ki se uporabljajo za pri-
dobivanje rezin stanja iz shrambe [26].
 Efekti (ang. Effects) se uporabljajo za dolgotrajne naloge, ki proizve-
dejo več dogodkov, pridobivanje podatkov in druge zunanje interakcije,
kjer rezultat ni vedno predvidljiv. Njihova naloga je izolirati stranske
učinke teh nalog, kar posledično pomeni, da imajo ostale komponente
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manǰso odgovornost. V večjih aplikacijah je to pomembno, saj po-
datke pridobivajo iz različnih virov, preko več storitev, ki se potencialno
zanašajo na druge storitve [24].
Slika 3.3 prikazuje življenjski cikel upravljanja stanja v NgRx in odnose
med zgoraj naštetimi elementi.
Slika 3.3: Življenjski cikel upravljanja stanja v NgRx [27].
Poglavje 4
Načrt Aplikacije
V prvem delu tega poglavja je najprej opisana metodologija, ki sem jo upora-
bil za izdelavo načrta razvoja aplikacije, nato pa še izdelan načrt. V drugem
delu je predstavljen načrt podatkovne baze, s katero si aplikacija preko REST
API izmenjuje podatke. Predstavitev je sestavljena iz opisa vseh entitet,
ki sestavljajo podatkovno bazo in slike konceptualnega modela podatkovne
baze.
4.1 Načrt razvoja
4.1.1 Opis uporabljene metodologije
Za načrtovanje razvoja sem uporabil pristop Kanban, ki je eden od pristopov
agilnega razvoja programske opreme.
V Kanban je delo vizualizirano s tablo, ki je lahko implementirana v
fizični ali virtualni obliki. Tabla pomaga standardizirati potek dela in od-







Done“, ki predstavljajo potek dela.
Razvojne ekipe jo lahko glede na lastne potrebe in potek dela poljubno mo-
dificirajo, dokler ne zadošča njihovim ciljem. Metodologija se zanaša na
transparentnost dela in sprotno prilagajanje zmogljivosti ekipe, zato mora
tabla prestavljati edini vir resničnih podatkov o delu ekipe.
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Celotno delo je razdeljeno na naloge, ki so na tabli predstavljene kot karte.
Vsaka karta nam pove, kdo je odgovoren za nalogo, poda kratek opis dela
in koliko časa naj bi naloga trajala. Vsebujejo lahko tudi zaslonske maske
in tehnične podrobnosti, ki so koristne za izvajalca. Vidne so vsem članom
ekipe in omogočajo hiter vpogled v stanje vseh nalog ter zagotavljajo popolno
sledljivost dela in identifikacijo zastojev ter odvisnosti [39].
4.1.2 Opis načrta razvoja
Za organizacijo projekta po pristopu Kanban sem uporabil spletno aplikacijo
Trello, na kateri sem ustvaril novo tablo, ki je prikazana na sliki 4.1. Potek







loten proces razvoja sem razbil v naloge. Vsaka izmed nalog je predstavljala
razvoj ene ali več funkcionalnosti aplikacije.
Za grupiranje nalog po tematskih sklopih sem uporabil oznake:
 Avtentikacija uporabnika
 Ogrodje uporabnǐskega vmesnika aplikacije
 Prikaz podatkov o restavracijah
 Košarica
 Postopek naročanja
 Popravki na android aplikaciji
Večji del razvoja je bil namenjen novi progresivni spletni aplikaciji. Obli-
kovalski model za aplikacijo je bil že prej izdelan s pomočjo platforme Adobe
XD. Tekom razvoja sem glede na lastna opažanja in mnenja testnih uporab-
nikov določene elemente uporabnǐskega vmesnika implementiral drugače, kot
so bili načrtovani v modelu, zato je bilo po končanem razvoju progresivne
spletne aplikacije potrebno spremeniti in nadgraditi tudi stareǰso nativno
aplikacijo.
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Slika 4.1: Kanban tabla razvoja aplikacije na Trello
4.2 Načrt podatkovne baze
Podatkovno bazo sestavljajo naslednje entitete (glej sliko 4.2):
 Restavracija: Predstavlja restavracije, pri katerih lahko uporabniki
naročajo. Vsako restavracijo upravlja en administrator. Restavracija
ima nič ali več miz, en naslov in tip, nič ali več naročil in ponuja nič
ali več jedi.
 Miza: Predstavlja eno od miz v restavraciji. Vsaka miza pripada eni
restavraciji in je od nje odvisna.
 Tip restavracije: Pove, kakšen tip hrane streže restavracija (npr.
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mehǐska, italijanska, picerija, ...). Vsak tip lahko pripada nič ali več
restavracijam.
 Administrator: Poseben uporabnik, ki lahko s svojim e-poštnim na-
slovom in geslom dostopa do nadzorne plošče nič ali več restavracij, ki
jih upravlja.
 Naslov: Poštni naslov, na katerem se nahaja restavracija. Vezan je
lahko na nič ali eno restavracijo.
 Pošta: Podatki o poštni številki in nazivu pošte, ki skupaj z entiteto
”
Naslov“ tvorijo celoten naslov restavracije. Vsaka pošta pripada nič
ali več naslovom.
 Uporabnik: Avtentikacija za navadne uporabnike poteka preko Fi-
rebase, zato ta entiteta hrani le ID, ki se ujema z ID uporabnika v
Firebase. Vsak uporabnik ima nič ali več naročil.
 Naročilo: Predstavlja naročilo, ki ga je uporabnik oddal preko re-
stavracije. Vsako naročilo je vezano na natanko enega uporabnika in
restavracijo ter ima nič ali več entitet tipa
”
Postavka naročila“.
 Postavka naročila: Je odvisna od naročila in jedi. Pove nam, koliko-
krat je bila določena jed dodana k pripadajočemu naročilu.
 Jed: Predstavlja jed (lahko tudi pijačo ali pa kateri koli izdelek), ki
ga restavracija nudi kot del menija. Posamezna jed lahko pripada nič
ali eni restavraciji in nič ali več postavkam naročila. Vsaka jed pripada
natanko enemu Jedilnemu listu.
 Jedilni list: Predstavlja kategorije, v katere lahko razporedimo jedi
(npr. glavne jedi, juhe, sladice, pijače, ...).
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5.1 Priprava razvojnega okolja
Progresivna spletna aplikacija Za razvoj progresivne spletne aplikacije
sem uporabil IDE WebStorm. S pomočjo NPM sem namestil Angular CLI in
z ukazom ng new ServeUp-GuestApp --style=scss generiral okostje apli-
kacije, ki za definicijo sloga uporablja SCSS namesto privzetega CSS. Gene-
riran projekt je vseboval korenski modul
”
app.module“ in korensko kompo-
nento
”
app.component“. Aplikacijo sem želel testirati na več napravah, zato
sem namesto privzetega ukaza za zagon Angular testnega strežnika, ki se iz-
vaja na naslovu localhost, uporabil ukaz ng serve --host 0.0.0.0 --ssl,
ki naredi strežnik dostopen na lokalnem omrežju, na vratih 4200. Za lo-
kalni nadzor verzij sem uporabil odprtokodni sistem Git in ga konfiguriral
s svojim uporabnǐskim imenom in geslom ter povezal z WebStorm. Preko
WebStorm-ovega vmesnika sem ustvaril še oddaljen repozitorij na platformi
GitHub.
Nativna aplikacija Za dodelavo nativne aplikacije sem uporabil IDE An-
droid Studio. Obstoječ projekt sem vanj uvozil tako, da sem kloniral odda-
ljeni GitHub repozitorij. Za testiranje aplikacije na mobilnih napravah sem
uporabil povezavo preko USB razhroščevanja.
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Zaledni del Angular omogoča uporabo različnih datotek z okoljskimi spre-
menljivkami za različna razvojna okolja (razvojno, testno, produkcijsko, ...).
V okoljskih datotekah za razvojno in produkcijsko okolje sem definiral spre-
menljivko, ki določa korenski URL do API in tako povezal razvojno različico
aplikacije z lokalnim testnim zalednim strežnikom in produkcijsko različico
s produkcijskim strežnikom. Za gostovanje produkcijskih verziji zalednega




5.2 Struktura progresivne spletne aplikacije
Aplikacija je zgrajena iz treh modulov:
 Auth module: Vsebuje komponente, ki tvorijo uporabnǐski vmesnik
za prijavo uporabnika in storitve za avtentikacijo s Firebase in zalednim
strežnikom.
 Main module: Vsebuje komponente, ki tvorijo uporabnǐski vme-
snik za prijavljene uporabnike (prikaz in iskanje restavracij, menijev,
košarica, naročila, profil uporabnika) in storitve, ki preko API iz zale-
dnega strežnika pridobivajo podatke o restavracijah in uporabnikih ter
njihovih naročilih.
 Shared module: Vsebuje zbirko po meri narejenih in uvoženih kom-
ponent, animacij in funkcij, ki se uporabljajo v več ostalih modulih.
Aplikacijo sestavlja tudi mapa store, ki vsebuje stanja, akcije, reduktorje,
efekte in selektorje, potrebne za delovanje NgRx shrambe.
Zaradi velikosti aplikacije sem uporabil način lenega nalaganja modulov,
ki je opisan v podpoglavju 3.4.1.
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5.3 Zaledni sistem in API
Tako nativna kot progresivna spletna aplikacija podatke pridobivata iz istega
zalednega sistema preko REST API, ki ima 17 končnih točk, te pa so raz-
deljene v šest kategorij (user, admin user, restaurant, restaurant type, meal,
order).
Zaledni sistem je napisan v odprtokodnem spletnem ogrodju Django in
sledi vzorcu model-template-view.
Aplikacija kliče API asinhrono po principih AJAX. Vsi klici API-ja so
formulirani po istem vzorcu in se začnejo z odpošiljanjem NgRx akcije v eni
od komponent, ki potrebuje podatke.
Ko je akcija odposlana, reduktor posodobi del stanja, ki v obliki Boolove
vrednosti pove, ali aplikacija trenutno čaka na odgovor določene zahteve.
Na podlagi te vrednosti lahko v uporabnǐskem vmesniku implementiramo
indikator nalaganja, ki je viden, ko je vrednost resnična.
Ob odpošiljanju akcije se sproži tudi NgRx efekt, v katerem je najprej
določeno, kako bo zahteva obdelana v primeru, da že pričakujemo odgovor od
istega končnega vozlǐsča (npr. zavrži stare odgovore in daj prednost novemu,
daj novo zahtevo v čakalno listo itd.). Nato so podatki, ki jih efekt pri-
dobi preko rekvizitov Akcije pretvorjeni v obliko, ki jo zahteva API. Podatki
v zahtevani obliki so predani Angular storitvi, ki z uporabo Angularovega
razreda HttpClient pripravi in pošlje zahtevo na API.
Ko storitev dobi odgovor iz zalednega sistema, ga vrne efektu, v katerem
se glede na vsebino odgovora sproži nova akcija. Glede na tip sprožene ak-
cije, na primer
”
Podatki uspešno pridobljeni iz API“, ali
”
Pri pridobivanju
podatkov je prǐslo do napake“, reduktor posodobi stanje v NgRx shrambi
s podatki iz odgovora. Za prenos podatkov iz shrambe do komponent so
uporabljeni selektorji, ki delujejo kot RxJS struktura Observable. Takoj ko
se stanje v shrambi posodobi, so novi podatki preko naročnine na selektor
potisnjeni do komponente, ki posodobi uporabnǐski vmesnik.
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5.4 Razvoj progresivne spletna aplikacija
Prijava uporabnika Aplikacija ob zagonu iz lokalne shrambe pridobi po-
datke o trenutnem uporabniku. Če uporabnik obstaja, se prikaže domača
stran, drugače pa stran za prijavo, ki je prikazana na levem delu Slike 5.1.
S pritiskom na tipko
”
Sign in with Google“ lahko uporabnik z obstoječim
Google računom sproži prijavo v aplikacijo. Za avtentikacijo preko Google
računa sem uporabil platformo Firebase. Metoda signInWithRedirect ra-
zreda AngularFireAuth uporabnika preusmeri na zunanjo spletno stran, ki
je prikazana na desnem delu slike 5.1, kjer lahko izbere račun, s katerim se
želi vpisati.
Po uspešni avtentikaciji je uporabnik preusmerjen na domačo stran. Po-
datki o trenutnem uporabniku so vidni v razdelku profil, kjer se lahko upo-
rabnik tudi izpǐse iz aplikacije, kar je prikazano na Sliki 5.2.
Domača stran Na domači strani se uporabniku prikažejo bližnje resta-
vracije. Podatki o restavraciji, ki vključujejo sliko, ime, tip in oceno, so
predstavljeni v obliki kart, kot je prikazano na Sliki 5.3. S klikom na karto
se uporabniku odpre meni restavracije.
Na vrhu strani se nahaja iskalna vrstica. Ob dotiku vrstice se odpre
okno za iskanje, ki je prikazano na levem delu Slike 5.4, v katerem lahko











Žar“). Seznam vseh tipov
restavracij je pridobljen iz API in prikazan s spustnim menijem, ki je prikazan
na desnem delu Slike 5.4.
Meni restavracije V glavi uporabnǐskega vmesnika, ki prikaže meni, se
nahajata ime izbrane restavracije in tipka, ki vodi nazaj na domačo stran. V
nogi se nahajata skupna cena jedi v vozičku in tipka
”
Košarica“, ki uporab-
nika preusmeri na košarico.
Prva stran menija uporabniku omogoča pregled nad vsemi kategorijami
hrane in pijač, ki jih restavracija ponuja (npr. solate, glavne jedi, sladice),
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Slika 5.1: Levo: Uporabnǐski vmesnik za prijavo; Desno: Uporabnǐski vme-
snika za izbiro Google računa.
kar je prikazano na levem delu Slike 5.5. Vsaka kategorija vsebuje seznam
pripadajočih izdelkov, do katerih uporabnik dostopa s klikom na posamezno
kategorijo, kar prikazuje sredinski del Slike 5.5.
Izdelki so prikazani v obliki kart in vsebujejo ime, opis in ceno izdelka.
Ob kliku na izdelek se odpre okno za dodajanje v voziček, ki je prikazano
na desni tretjini Slike 5.5. Tu lahko uporabnik določi količino izdelka in ga
doda v košarico. Znesek, prikazan v tem oknu, se spreminja glede na količino
izdelka. Uporabnik lahko naenkrat naroča le pri eni restavraciji. Če poskusi





stari izdelki izbrisani, v primeru, da nadaljuje.
Košarica V košarici, ki je prikazana na desnem delu slike 5.6, se nahajajo
izdelki, ki jih namerava uporabnik naročiti. Posamezen izdelek je prikazan
v obliki karte, ki v zgornjem delu vsebuje ime, količino ter skupno ceno
(glede na količino) izdelka. V spodnjem delu se nahaja tipka za izbris izdelka




+“ spreminja. Pod seznamom izdelkov je prikazana skupna cena
vseh izdelkov v košarici. V nogi košarice se nahaja števec, s katerim lahko
uporabnik določi, čez koliko časa bo prispel v restavracijo. Vrednost ne more
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Slika 5.3: Domača stran
biti manǰsa od 30 minut.
Tipka
”
Dodaj jedi“ uporabnika preusmeri na meni restavracije, katere
jedi so trenutno v košarici. Ob kliku na tipko
”
Naroči“ se odpre okno za
izbiro plačilne opcije, kjer lahko uporabnik iz menija izključujočih stikal iz-
bere plačilno opcijo. Izbira plačila je le kozmetična, saj aplikacija ne podpira
naročanja pri pravih restavracijah in denarnih transakcij.
Če je košarica prazna, se na sredini strani prikaže povezava
”
Dodaj jedi“,
ki ob kliku uporabnika preusmeri na domačo stran, kot je prikazano na levem
delu Slike 5.6.
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Slika 5.4: Okno za iskanje; Levo: Zaprt spustni meni; Desno: Prikazan
spustni meni
Naročila Stran z naročili po kronološkem redu od najnoveǰsega do najsta-
reǰsega prikaže uporabnikovo zgodovino naročil (Slika 5.7 levo). Na posame-
znem naročilu se nahaja ime restavracije, časa oddaje naročila in prihoda,
skupna cena in status, ki uporabniku pove, v kateri stopnji priprave je nje-
govo naročilo (novo, v pripravi, pripravljeno, zaključeno).
S klikom na naročilo se uporabniku prikaže seznam izdelkov, ki pripadajo
naročilu (Slika 5.7 desno). Na dnu seznama se nahaja tipka, ki ob kliku odpre
vmesnik za branje QR kode. Bralnik QR kod je odprtokoden, izvorna koda
pa je dostopna na povezavi https://github.com/zxing-js/ngx-scanner.
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Slika 5.5: Zaslonske maske uporabnǐskega vmesnika menija, kjer so prikazani
celotni meni po kategorijah (levo), vsebina izbrane kategorije (sredina) in
opis izdelka iz kategorije (desno).
Bralnik preveri, ali ima aplikacija dovoljenje za dostop do kamere in odda
dogodek permissionResponse. Nanj je vezana funkcija, ki prikaže opozorilo
”
Aplikacija potrebuje dovoljenje za dostop do kamere!“, v primeru da apli-
kacija nima dovoljenja. Če tega ima, bralnik pridobi seznam kamer in odda
dogodek camerasFound. Podobno kot pri preverjanju dovoljenja se sproži
funkcija, ki izbere eno od kamer in prikaže vmesnik za branje QR kod ali
pa opozorilo
”
Za skeniranje naročila potrebujete kamero.“, če je seznam ka-
mer prazen. Ko uporabnik kamero usmeri v veljavno QR kodo, se tipka za
potrditev obarva zeleno. S klikom na tipko uporabnik potrdi prihod (Slika
5.8).
Odzivni uporabnǐski vmesnik Ena od prednosti progresivnih spletnih
aplikacij je, da jih lahko z uporabo CSS-ovih medijskih povpraševanj eno-
stavno prilagodimo različnim velikostim naprav. Progresivna spletna aplika-
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Slika 5.6: Zaslonske maske prazne (levo) in polne (desno) košarice
cija ServeUp sledi principu najprej mobilno, kar pomeni, da najprej naložimo
slogovne informacije za najmanǰso velikost naprave in nato postopoma še
za večje. Če aplikacijo prikažemo na večjem ekranu, bo uporabnǐski vme-
snik razporejen tako, da čim bolje izkoristi dodaten prostor in hkrati ohrani
konsistenten izgled posameznih elementov, kar je prikazano na Sliki 5.9.
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Slika 5.7: Strani za pregled naročil (levo) in podrobnosti naročila (desno)
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Slika 5.8: Uporabnǐski vmesnik za branje QR kod
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Slika 5.9: Uporabnǐski vmesnik domače strani progresivne spletne aplikacije




Glavni cilj diplomske naloge je bil ugotoviti, ali uporabniki zaznajo razlike
med progresivno spletno in nativno aplikacijo. Pri tem je izjemno pomembno,
ali so razlike dovolj velike, da bi vplivale na uporabnikovo izbiro med konku-
renčnimi aplikacijami, ki služijo istemu namenu, vendar pa so izdelane in se
izvajajo na različne načine. Da bi to dosegel, sem izdelal test uporabnikov,
v okviru katerega bi imel uporabnik priložnost preizkusiti obe aplikaciji in
nato podati svoja opažanja o razlikah med njima. Na testu je sodelovalo 15
oseb.
6.1 Izvedba testa uporabnikov
Testnim uporabnikom sem pred izvedbo samega testa razložil, da bodo upo-
rabljali dve različni verziji iste aplikacije. Na ta način sem poskusil omejiti
vpliv, ki bi ga njihovi predsodki do različnih tipov aplikacij imeli na odgovore.
Nativna aplikacija je bila poimenovana Aplikacija A, spletna progresivna pa
Aplikacija B.
Test je bil razdeljen na več tematskih sklopov (namestitev aplikacij, pri-
java z Google računom, naročanje hrane preko aplikacije). V okviru vsakega
sklopa je vsak testni uporabnik najprej v eni in nato še v drugi aplikaciji
opravil eno ali več nalog in nato odgovoril na vprašanja, ki so se nanašala
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na hitrost in odzivnost aplikacij. Da bi omejil vpliv naučenosti uporabe apli-
kacije ob drugem opravljanju naloge na uporabnikovo percepcijo odzivnosti
in hitrosti, sem jim pred začetkom testa predstavil aplikacijo in celoten po-
tek naročanja. Vrstni red aplikacij se je zamenjal pri vsakem uporabniku
tako, da jih je približno polovica vsako nalogo začela z nativno, ostali pa s
progresivno spletno aplikacijo.
Test uporabnikov so sestavljale naloge, ki so od uporabnika zahtevale, da
je preizkusil osnovne funkcionalnosti aplikacije, na primer iskanje restavracij,
dodajanje izdelkov v košarico in oddajanje naročila. Za vsako izmed nalog
sem najprej poskrbel, da je bila dejansko izvedljiva v obeh aplikacijah. Odgo-
vore na vprašanja so podajali preko sedem-stopenjske Likertove lestvice, pri
kateri prva stopnja pomeni, da se bolj nagibajo k nativni aplikaciji, sedma
pa, da se bolj nagibajo k progresivni spletni. Četrta stopnja torej pomeni, da
uporabnik pri opravljanju naloge ni opazil razlik med aplikacijama. Na koncu
so morali uporabniki odgovoriti na vprašanje, ki se glasi
”
Katero od obeh apli-
kacij bi raje naložili na telefon in uporabljali v vsakdanjem življenju?“. Nanj







Vseeno mi je“. Na koncu so lahko v tekstovno polje vnesli,
kaj jih je pri aplikacijah zmotilo in kaj bi spremenili oziroma izbolǰsali. To
vprašanje ni bilo ključnega pomena za dosego cilja diplomske naloge, vendar
pa sem preko njega dobil veliko dragocenih povratnih informacij, ki so mi
pomagale načrtovati prihodnje izbolǰsave in funkcionalnosti.
6.2 Rezultati testa
6.2.1 Enostavnost namestitve
Iz odgovorov na vprašanje o enostavnosti namestitve aplikacij, ki so prikazani
na sliki 6.1, je razvidno, da slaba polovica testnih uporabnikov ni opazila večje
razlike. Približno enako število je kot bolj enostavno za namestitev označilo
nativno aplikacijo, od teh je polovica opazila le manǰso razliko.























Slika 6.1: Prikaz rezultatov odgovorov na vprašanje o enostavnosti name-
stitve aplikacij.
* 1 - nativna aplikacija je dosti bolj enostavna za namestitev, ... , 7 - PWA
je dosti bolj enostavna za namestitev
obratno. Glede na vire iz preǰsnjih poglavji naj bi bila ravno enostavna name-
stitev in neopazno prehajanje med spletno stranjo ter nameščeno aplikacijo
ena od glavnih prednosti progresivnih spletnih aplikacij.
Testni uporabniki, ki so izbrali oceno med ena in tri, so kot razlog največkrat
navedli, da so bolje seznanjeni z namestitvijo aplikacij preko trgovine Play.
PWA so dokaj nov koncept, zato večina testnih uporabnikov pred tem testom
ni imela izkušenj z namestitvijo le teh, kar je verjetno vplivalo na njihovo
oceno.
Z drugim vprašanjem sem od uporabnikov želel izvedeti, ali bi bili izmed
obeh aplikacij bolj pripravljeni poskusiti tisto, ki se jim je zdela enostavneǰsa
za namestitev. Iz odgovorov, ki so prikazani na sliki 6.2, je razvidno, da se
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je velik delež uporabnikov strinjal s to trditvijo, kar pomeni, da enostavnost
namestitve igra pomembno vlogo pri pridobivanju novih uporabnikov. Sodeč
po odgovorih na prvo vprašanje imajo na tem področju zaenkrat prednost
nativne aplikacije (oz. tiste, ki se jih da namestiti preko uradne trgovine





















Slika 6.2: Prikaz rezultatov strinjanja s trditvijo
”
Zaradi enostavneǰsega
postopka namestitve bi bil bolj pripravljen poskusiti aplikacijo“.
* 1 - Sploh se ne strinjam, ..., 7 - Se močno strinjam
6.2.2 Prijava z Google računom
Tretje vprašanje uporabnike sprašuje o enostavnosti prijave z Google računom.
Iz odgovorov, ki so prikazani na sliki 6.3, lahko razberemo, da slaba tretjina
uporabnikov bodisi ni opazila razlike v enostavnosti prijave ali pa ta ni bila
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velika. Od tistih, ki so opazili večjo razliko, jih večina meni, da je prijava


















Slika 6.3: Prikaz rezultatov odgovorov na vprašanje o enostavnosti prijave
z Google računom.
* 1 - Prijava je bila dosti bolj enostavna pri nativni aplikaciji, ..., 7 - Prijava
je bila dosti bolj enostavna pri PWA
6.2.3 Odzivnost kamere pri branju QR kode
Kamera je ena tistih funkcionalnosti, pri katerih bi morala nativna aplikacija
imeti največjo prednost, saj komunikacija z njo poteka preko nativnega API.
Presenetljivo skoraj polovica vseh uporabnikov ni ocenila kamere pri nativni
aplikaciji za bolj odzivno, velik delež teh pa je bil celo mnenja, da je bila
kamera bolj odzivna pri PWA (rezultati so prikazani na sliki 6.4).



















Slika 6.4: Prikaz rezultatov odgovorov na vprašanje o odzivnosti kamere pri
branju QR kode.
* 1 - Kamera je bila dosti bolj odzivna pri nativni aplikaciji, ..., 7 - Kamera
je bila dosti bolj odzivna pri PWA
je na njihovo oceno vplival tudi čas, ki so ga porabili za iskanje kota, pod
katerim je bilo branje kode uspešno. Ta čas je bolj odvisen od začetne po-
zicije kamere glede na QR kodo kot pa od same odzivnosti kamere. Zgoraj
opisanega pojava nisem vnaprej predvidel, napako, ki jo je povzročil, pa bi
lahko zmanǰsal tako, da bi uporabniki nalogo večkrat ponovili. Še vedno bi
lahko sklepali, da bi pri aplikacijah, kjer kamera ne predstavlja večjega dela
uporabnǐske izkušnje, potrebam zadostila tudi PWA.
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6.2.4 Splošna odzivnost
Rezultati ocenjevanja gladkosti animacij in prehodov med aktivnostmi, pri-
kazani na sliki 6.5, kažejo, da so se testni uporabniki bolj nagibali k nativni

















Slika 6.5: Prikaz rezultatov odgovorov na vprašanje o gladkosti animacij in
prehodov med aktivnostmi.
* 1 - Prehodi so bili dosti bolj gladki pri nativni aplikaciji, ..., 7 - Prehodi so
bili dosti bolj gladki pri PWA
Rezultati ocen o splošni odzivnosti obeh aplikacij so prikazani na sliki
6.6. Tretjina uporabnikov ni opazila razlik na tem področju. Presenetljivo
se število uporabnikov, ki so za bolj odzivno izbrali nativno aplikacijo, ne
razlikuje dosti od števila tistih, ki so izbrali PWA. PWA so se še posebej dobro
obnesle na noveǰsih telefonih, saj so bile razlike zaradi večje zmogljivosti





















Slika 6.6: Prikaz rezultatov odgovorov na vprašanje o splošni odzivnosti
aplikacij.
* 1 - Nativna aplikacija je dosti bolj odzivna, ..., 7 - PWA je dosti bolj
odzivna
6.2.5 Končna izbira
Odgovori na zadnje vprašanje, pri katerem so uporabniki izbirali, katero od
obeh aplikacij bi raje uporabljali v vsakdanjem življenju, so prikazani na sliki





















Slika 6.7: Prikaz rezultatov odgovorov na vprašanje
”
Katero od obeh apli-
kacij bi raje namestili na telefon in uporabljali v vsakdanjem življenju?“.
Glede na rezultate bi lahko uporabnike razdelili v dve skupini:
 manj zahtevne, ki niso opazili večjih razlik in bi bili zadovoljni z obema
aplikacijama,
 bolj zahtevne, ki so opazili razlike in bi zaradi hitreǰsega in bolj odziv-
nega delovanja izbrali nativno.
Zaradi omejenega vzorca uporabnikov je težko sklepati o točnem razmerju




V drugem poglavju smo izvedeli, da postaja pri razvoju aplikacij zagota-
vljanje delovanja in dolgotrajne podpore na različnih platformah vedno bolj
pomembno. V okviru diplomske naloge sem raziskal dva od možnih načinov
razvoja, ki nam to omogočata. Med seboj naj bi se najbolj razlikovala po
ceni razvoja in po kvaliteti končnega izdelka. Nativne aplikacije ponujajo
najbolǰso možno uporabnǐsko izkušnjo, vendar je njihov razvoj tudi najbolj
zahteven tako iz tehničnega kot tudi iz finančnega in časovnega vidika. Za
razliko od nativnih aplikacij lahko PWA delujejo na vseh platformah, ki so
sposobne prikazati spletne vsebine, kar zniža zahtevnost razvoja za več plat-
form. PWA posledično niso prikrojene nobeni platformi in zato ponujajo
slabšo uporabnǐsko izkušnjo. Uporabniki so med reševanjem nalog iz testa,
katerega rezultati so predstavljeni v šestem poglavju, te razlike v uporabnǐski
izkušnji tudi opazili, vendar niso bile tako izrazite, kot bi morda pričakovali
glede na vire.
Kljub majhnemu vzorcu testnih uporabnikov lahko glede na rezultate
sklepamo, da obstajajo zahtevneǰsi uporabniki, ki bi jih razlike v uporabnǐski
izkušnji med obema vrstama aplikacij potencialno odvrnile od vsakodnevne
uporabe PWA, če bi obstajala nativna alternativa. Pri razvoju se moramo
zavedati njihovega obstoja in oceniti, kako pomemben delež naše celotne baze
uporabnikov predstavljajo ter se tudi na podlagi tega odločiti, katero vrsto
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aplikacije bomo razvili. Za aplikacijo, kot je GitHub for mobile, je nativna
implementacija zelo pomembna, saj je v prvi vrsti namenjena razvijalcem
programske opreme, za katere lahko sklepamo, da so bolj kompetentni pri
uporabi programske opreme kot povprečni uporabniki in posledično tudi bolj
zahtevni.
Poleg karakteristik naše baze uporabnikov moramo tudi upoštevati po-
membnost nativnih funkcionalnosti za delovanje naše aplikacije. Družabna
omrežja, kot na primer Snapchat in Instagram, so namenjena splošnim upo-
rabnikom, ki so v povprečju manj zahtevni kot v primeru GitHub-a, vendar
velik del njihove uporabnǐske izkušnje predstavlja kamera, ki je nativna funk-
cionalnost in bo posledično delovala bolje v nativni aplikaciji. Kljub temu, da
uporabniki pri testni nalogi branja QR kode niso opazili tako velikih razlik,
kot sem pričakoval, bi te lahko postale bolj moteče, če bi predstavljale večji
del uporabnǐske izkušnje aplikacije. Hkrati bi bil tudi omejen pri implemen-
taciji bolj naprednih funkcionalnosti kamere.
Spletne trgovine, kot na primer AliExpress in Amazon, so tako kot družabna
omrežja namenjene splošnim uporabnikom, vendar niso odvisne od nativnih
funkcionalnosti, zato pri njihovem razvoju lažje upravičimo uporabo več-
platformskih tehnologij. Aplikacija, ki sem jo razvil v okviru diplomske
naloge, spada v isto kategorijo, kar je pripomoglo k temu, da razlike med
nativno in PWA implementacijo niso bile tako očitne.
V nevezanem pogovoru po testu so tudi uporabniki, ki so opazili razlike,
izpostavili, da bi kljub tem uporabljali tudi PWA, če ne bi imeli alternative.
PWA je zato primerna tudi za aplikacije, kjer je bolj kot nudenje najbolǰse
možne uporabnǐske izkušnje pomembno zagotavljanje dolgoročnega delovanja
določenih funkcionalnosti za najnižjo možno ceno razvoja ter vzdrževanja. V
to kategorijo med drugim sodijo razne interne aplikacije, ki jih podjetja sama
razvijajo in vzdržujejo za potrebe zaposlenih.
Kot lahko vidimo, ne moremo trditi, da je eden od obeh načinov za izde-
lavo aplikacij za več platform v splošnem bolǰsi, saj ima vsak svoje prednosti
in slabosti. Pri izbiri je torej pomembno, da dobro poznamo značilnosti
Diplomska naloga 53
obeh in odločitev temeljimo na podlagi naših potreb in ciljev. Prav tako
ni nujno, da izberemo le enega, saj lahko izkoristimo nizko vstopno oviro,
ki jo omogoča PWA, za pridobivanje interesa novih uporabnikov, z nativno
aplikacijo pa zagotovimo, da jim bomo na dolgi rok nudili najbolǰso možno
uporabnǐsko izkušnjo in tako obdržali tudi zahtevneǰse uporabnike.
Test uporabnikov je med drugim predstavljal priložnost za preizkus obeh
aplikacij na različnih mobilnih napravah. Razlike med aplikacijama so bile
najmanǰse pri noveǰsih, zmogljiveǰsih napravah. Zaradi vedno večje zmoglji-
vosti mobilnih naprav ter stalne optimizacije in rasti spletnih tehnologij lahko
v prihodnosti pričakujemo krčenje vrzeli med PWA in nativnimi aplikacijami.
7.1 Nadaljnje delo
Kljub temu, da je bila tema diplomskega dela primerjava različnih načinov
izdelave aplikacije za več platform, sta razviti aplikaciji namenjeni tudi širši
uporabi v prihodnosti in sta del rešitve, ki bi restavracijam omogočala prepro-
steǰse poslovanje, njihovim gostom pa olaǰsala naročanje hrane. Da bi bile v
prihodnosti zares uporabne, jim je potrebno dodati nekatere funkcionalnosti
in izbolǰsati določene vidike njihovega delovanje.
Zasedenost terminov Preden uporabniki zaključijo naročilo, morajo iz-
brati okviren čas prihoda. Trenutni uporabnǐski vmesnik za izbiro termina,
prikazan na desni polovici slike 5.6, uporabnika ne obvesti o zasedenosti izbra-
nega termina. Veliko testnih uporabnikov je bilo menja, da ta del vmesnika
vsebuje preveč informacij, zato bi najprej izbiro termina izločil iz košarice
in jo prestavil na novo stran, ki se prikaže, ko uporabnik pritisne na tipko
Naroči. Trenutni števec bi zamenjal z grafičnim prikazom zasedenosti ter-
minov. Uporabnik bi s klikom lahko izbral enega od še prostih terminov.
Restavracije bi imele tudi možnost dodeljevanja popustov za manj zasedene
termine. Uporabniki bi bili motivirani, da izberejo enega od manj zasedenih
terminov, kar bi pomagalo pri bolj enakomerni razporeditvi gostov restavra-
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cije skozi cel obratovalni čas. Podatke o zasedenosti bi lahko pridobili glede
na pretekla naročila, vendar pa to ne bi najbolje odražalo dejanskega stanja v
restavraciji, saj ne bi imeli podatkov o gostih, ki niso naročili preko naše apli-
kacije. Na srečo je mobilna aplikacija za naročanje le del rešitve, ki vključuje
tudi nadzorno ploščo za restavracijo. Tej bi dodal vmesnik, preko katerega bi
lahko osebje restavracije sproti posodabljalo stanje o zasedenosti terminov.
Na podlagi podatkov iz preǰsnjih dni in drugih restavracij podobnega tipa v
okolici bi lahko aplikacija tudi avtomatsko predvidevala prihodnje stanje o
zasedenosti.
Optimizacija velikosti aplikacije Aplikacijo sem tekom razvoja sproti
testiral v odzivnem (angl. Responsive design) načinu v spletnem brskalniku
na lokalnem omrežju naprave na kateri sem razvijal. To mi je omogočalo
simulacijo delovanje aplikacije na različnih napravah, vendar pa sem vedno
delal v optimalnih omrežnih pogojih. Proti koncu razvoja sem aplikacijo v
produkcijskem načinu postavil na PaaS Heroku in jo naložil na svoji mobilni
napravi. Opazil sem, da v bolj realističnih omrežnih pogojih prvo nalaga-
nje traja dlje časa, kar bi lahko odvrnilo potencialne uporabnike. Želel bi
skraǰsati čas, ki ga aplikacija potrebuje da uporabniku prikaže prvo smiselno
sliko. Najprej bi pregledal zunanje knjižnice, ki jih aplikacija uporablja in
poiskal alternative manǰse velikosti, ali pa jih zamenjal z lastno kodo, kjer
bi to bilo mogoče. V podpoglavju 5.2 sem omenil, da aplikacijo sestavljajo
le trije Angular-ovi moduli. Glavni modul je tekom razvoja postal prevelik
in bi ga bilo potrebno razbil na manǰse module, kar bi zmanǰsalo velikost
vsebin, ki jih mora uporabnik prenesti za prikaz prve smiselne slike. Zaradi
večje modularizacije bi moral ublažiti glavno slabost lenega nalaganja mo-
dulov in sicer občutek manj odzivne uporabnǐske izkušnje zaradi nalaganja
posameznih modulov med uporabo aplikacije. To bi naredil tako, da bi se
po nalaganju vsakega modula v ozadju vnaprej naložili še tisti moduli, ki jih
bo uporabnik verjetno potreboval v nadaljevanju interakcije (na primer, ko
se uporabniku naloži modul za domačo stran, bi se mu takoj v ozadju začel
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nalagati modul za košarico).
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