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1 Innledning 
En to måneders lang sommerkonferanse i 1956 ved Dartmouth College, markerer starten 
til et nytt fagfelt: kunstig intelligens.1 Under planleggingen av konferansen ble for første 
gang termen Artificial Intelligence benyttet av John McCarthy. Samme året demonstrerte 
en av deltakerne, Arthur Samuel, på amerikansk fjernsyn et program som kunne spille 
Dam. Programmet lærte relativt raskt spillets ulike taktikker og vant til slutt over Samuel 
(Copeland 1993). Tre år senere dannet McCarthy og Marvin Minsky MIT Artificial 
Intelligence Group ved Massachusetts Institute of Technology (MIT). Innen det ferske 
fagområdet kunstig intelligens var optimismen stor. 
 
I de neste tiårene ble flere spennende programmer utviklet. Joseph Weizenbaums 
program, ELIZA, forbløffet i 1966 journalister og besøkende ved MIT. ELIZA etterlignet 
en rogeriansk psykoterapeut ved å benytte enkle mønstergjenkjennelsesteknikker for å 
fremstå som intelligent. 
 
Grunntanken i forskningen på denne tiden var ideen om at dersom en problemstilling 
kunne beskrives ut fra et sett aksiomer, kunne en effektiv søkealgoritme resonnere seg 
frem til en løsning. Etter hvert ble forskerne klar over kompleksiteten i vår hverdagslige 
uttrykksform og resonnering. Som et resultat av dette begynte flere å avgrense sin 
problemstilling til forenklede verdener. Man forestilte seg at dersom det fantes en god 
løsning på problemet i en avgrenset verden, kunne dette resultatet videreføres til vår 
komplekse virkelighet. 
 
Mye forskning, spesielt ved MIT, ble lagt ned i problemstillinger knyttet til en tenkt 
verden bestående av klosser med ulik form. Terry Winograds SHRDLU-program2 er det 
mest kjente fra denne epoken, og oppsummerer en del av denne forskningen. SHRDLU er 
                                                 
1 Dartmouth Summer Research Conference on Artificial Intelligence. 
2 SHRDLU-navnet lånt fra MAD-bladet og er basert på at de mest brukte bokstavene i engelsk er: ETAOINSHRDL. 
Winograds grunner til navnevalget kan lese på: http://hci.stanford.edu/~winograd/shrdlu/name.html 
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et program som primært behandler naturlig språk. Winograd kombinerer i SHRDLU en 
egen lingvistisk modul med et av datidens ledende planleggingssystem, PLANNER. 
 
Utover 70-tallet begynte mange å innse at komplekse problemer ikke nødvendigvis kunne 
løses ut fra et sett av aksiomer og en god søkealgoritme. Hvordan et systems kunnskap 
skulle representeres, ble et aktuelt tema. 
 
Kunnskapsrepresentasjon har vist seg å være det mest grunnleggende problemet innen 
kunstig intelligens. Valg av representasjon begrenser uttrykksform og setter en ramme for 
valg av løsningsstrategi. I fagets 60 år korte historie har et hundretalls 
representasjonsformer vært utprøvd (Norvig 1992). 
 
På 70-tallet ble de første ekspertsystemene laget. I disse deles et komplekst problem inn i 
flere enklere problem som sammen løses ved å introdusere sannsynlighet i 
slutningsreglene. En interaksjon mellom system og bruker inngår i slutningsprosedyren. 
På 80-tallet var det en rådende oppfatning at bruk av nevrale nettverk kunne være en 
løsning på representasjonsproblemet. Mye av forskningen på 90-tallet og frem til i dag 
har vært preget av statistikk og ulike sannsynlighetsmodeller. Denne forskningen og nye 
retninger innen kunstig intelligens, som genetisk programmering, har vært med på å gi 
fagfeltet maskinlæring en ny renessanse. 
1.1 Maskinlæring 
Psykologien gir ingen fasitsvar på hvordan vi mennesker tilegner oss ny kunnskap. 
Læring er en sammensatt prosess hvor vi, basert på tidligere erfaringer, endrer adferd 
eller oppfatning av noe. Vi tilegner oss disse erfaringer ved for eksempel prøving og 
feiling, observasjon av andre eller assosiasjon til en lignende situasjon (Passer & Smith 
2001). 
 
Økt fokus på maskinlæring aktualiserer bruk av regelbaserte system. Dersom et program 
skal være i stand til å lære, må det kunne lage nye regler eller forbedre eksisterende 
regelsett (Holland, Holyoak, Nisbett & Thagard 1986). Hvilke læringsprosesser som 
inngår og hva som skal læres, avgjør hvilken regel som skal lages, endres eller fjernes, og 
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hvordan dette skal gjøres. Hvordan kunnskap og regler representeres er avgjørende for 
hvilke læringsprosess som kan realiseres. 
 
Arthur Samuels spill lærte seg Dams strategier ved å vektlegge ulike trekk basert på 
prøving og feiling. Programmets algoritme gjorde at det hadde en reell sjanse til å bli 
flink i Dam, men samtidig var kunnskapsrepresentasjonen i spillet så lite generell at 
programmet ikke var i stand til å lære et annet spill. Programmet kunne ikke engang lære 
Dams regler, det fulgte bare oppskriften som Samuel hadde gitt det. 
 
For å undersøke ulike læringsmekanismer trengs en mer universell 
kunnskapsrepresentasjon. Programmet må være i stand til å organisere kunnskap på en 
slik måte at den på et senere tidspunkt kan være verdifull i andre sammenhenger. 
 
Jakten på en egnet kunnskapsrepresentasjon der læring kan inngå, aktualiserer igjen 
bruken av forenklede verdener. SHRDLUs verden består av enkle tredimensjonale 
objekter som rektangulære klosser, pyramider og åpne bokser. SHRDLU har en arm som 
den kan benytte for å flytte rundt på objektene i verden. En slik mikroverden er en svært 
forenklet utgave av vår komplekse verden, men likevel uttrykksfull nok til at flere kjente 
problemstillinger kan testes. Det er over 30 år siden SHRDLU ble laget, og forskning 
disse årene har lært oss mer om hvordan valg av representasjon muliggjør resonnering, 
forståelse, problemløsning og læring. 
1.2 Problemstilling 
Problemstillingen i denne oppgaven er: Å utvikle en klosseverden, basert på SHRDLUs 
verden, med en robot som har en generell kunnskapsrepresentasjon slik at den kan 
resonnere seg frem til løsningen på ulike problem som den blir stilt ovenfor. 
 
Klosseverdenen skal være mest mulig virkelig slik at det for roboten blir mulig å utforske 
flere ulike problemstillinger. Den skal også være utformet slik at den kan benyttes av 
andre i forskning der en mikroverden er et hensiktsmessig testmiljø. 
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I utvikling av robotens kunnskapsrepresentasjon og problemløsningsevner skal det 
vektlegges at klosseverden er en av mange mulige bruksområder. Kunnskap skal 
representeres slik at det legges minst mulig begrensninger for hvilke læringsprosesser 
som potensielt kan realiseres. 
1.3 Avgrensning 
Winograd og hans kollegaer på MIT brukte flere år på å utvikle SHRDLU. Å gjenskape 
SHRDLUs funksjonalitet i sin helhet er derfor en oppgave som strekker seg langt utover 
rammene til en masteroppgave. Jeg har derfor valgt å se bort fra de lingvistiske 
utfordringene i klosseverdenen, og heller valgt å benytte enkle 
mønstergjenkjenningsteknikker i kommunikasjonen med roboten. 
 
En SHRDLU-klone har heller ingen vitenskaplig verdi da den ikke gir oss noen ny 
kunnskap. Mitt vitenskaplige bidrag er knyttet til robotens kunnskapsrepresentasjon. 
Siden representasjonsproblemet er det største og vanskeligste innen kunstig intelligens, 
ville det også være naivt å tro at roboten i klosseverdene vil løse dette. Oppgavens 
omfang begrenser seg derfor til å utvikle et kunnskaps- og planleggingssystem som 
baserer seg på en representasjonsmulighet som lar seg gjennomføre ved å benytte ANSI 
Common Lisp sitt objektorienterte systemet, Common Lisp Object System (CLOS). 
1.4 Oppbygning av oppgave 
I kapittel 2 beskriver jeg tidligere forskning knyttet til SHRDLU og planleggingssystemet 
som det benyttet. 
 
Kapittel 3 omhandler klosseverden. Først begrunner jeg hvorfor en enkel verden 
bestående av objekter som kan flyttes, er et egnet testområde for en rekke ulike 
problemstillinger. Deretter skisserer jeg en del krav til en klosseverden for at den skal 
fremstå mer universell enn SHRDLU sin verden. Resten av kapittelet beskriver 
utviklingsprosessen og oppbygningen til en server og klientapplikasjon. Til sammen 
utgjør disse applikasjonene rammeverket til klosseverden. 
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I kapittel 4 beskriver jeg oppbygningen til Closlog. Closlog er et frittstående kunnskaps- 
og planleggingssystem som jeg har utviklet. Det brukes av roboten i klosseverdenen. 
Ved bruk av eksempler viser jeg hvordan roboten representerer sin kunnskap om 
klosseverdenen. Videre viser jeg hvordan den benytter denne kunnskapen til å kunne løse 
oppgaver. 
 
I kapittel 5 drøfter jeg utfordringer knyttet til planlegging og problemløsning i 
klosseverdenen. Først viser jeg hvordan et enkelt problemet, som å styre armen, 
klosseverdenen, kan være utfordrende for roboten. Videre ser jeg på problemet knyttet til 
hvordan sammensatte oppgaver skal løses. I siste del av kapittelet drøfter jeg forholdet 
mellom planlegging, forståelse og utførelse ved løsing av et problem. 
 
Kapittel 6 handler om mulighetene som finnes i klosseverden. Kapittelet  
starter med et eksempel som viser hvordan roboten løser en logisk gåte. Deretter skisserer 
jeg hvordan det er mulig å la roboten fremstå som mer menneskelig. Den kan få 
muligheten til selv å kunne ta initiativ til å utføre oppgaver. En lingvistisk modul vil gjøre 
det er mulig å kommunisere med roboten ved bruk av naturlig språk. Kapittelet avsluttes 
med en drøfting av hvordan Closlog gir roboten muligheten til å kunne lære noe. 
 
Kildekoden til klosseverden og Closlog er for omfattende til at den kan inngå som et 
appendiks i oppgaven, og er derfor vedlagt på en cd. På cd-en er det også en kjørbar 
versjon av klosseverden for Windows-maskiner. Jeg har på cd-en også dokumentert 
hvordan klosseverden kan startes, og hvilke kommandoer som roboten forstår. Vedlagt er 
også en forklaring på hvordan de ulike applikasjonene kan kompileres, og en html-
versjon av kildekoden som er mer lesbar. Dokumentasjonen kan leses ved å åpne filen 
/doc/index.html i en nettleser. 
 
En stund fremover vil en replika av denne cd-en være tilgjengelig på:  
http://stud.noop.no/klosseverden/ 
På serveren til denne adressen kjører også klosseverdens serverapplikasjon. Det er derfor 
mulig å teste klosseverden fra denne siden. 
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2 SHRDLU og MICROPLANNER 
2.1 SHRDLU 
 
Figur 2-1 SHRDLUs verden. 
 
SHRDLU blir beskrevet som 70-tallets tour de force innen kunstig intelligens.3 
Programmets suksess skyldes først og fremst dets evne til å kunne forstå naturlig språk. 
“Winograd’s system is not a ‘simulation’, but it incorporates important ideas 
about human syntactic, semantic, and problem-solving abilities, and, in 
particular, about their interactions in understanding natural language.” 
- Redaktørens forord, Understanding natural language (Winograd 1972) 
 
SHRDLU benyttet ikke mønstergjenkjennelsesteknikker slik som ELIZA. Det hadde en 
evne til å analysere en setning, tilegne seg nye begreper og resonnere på bakgrunn av 
disse. I sin forenklede verden fremsto SHRDLU med menneskelige evner. 
 
                                                 
3 Fra SHRDLU resurrection: http://www.semaphorecorp.com/misc/shrdlu.html 
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Dette blir demonstrert i Winograds berømte dialog med SHRDLU. 
“Does a steeple. 
SORRY, I DON'T KNOW THE WORD "STEEPLE".  
A "steeple" is a stack which contains two green cubes and a pyramid. 
I UNDERSTAND. 
Are there any steeples now?  
NO.  
Build one 
OK.” 
- Utdrag av dialog med SHRDLU (Winograd 1972) 
 
Figur 2-1 illustrerer SHRDLUs verden etter den har bygget et tårnet med spir. 
 
Ettertiden har vist at SHRDLUs evner var vanskelige å overføre til en mer kompleks 
verden. Winograd selv har karakterisert SHRDLU som en blindvei. Hans lingvistiske 
teknikker har ikke blitt videreført i andre systemer beregnet på et større og mer 
interessant bruksområde. Han mener en av årsakene til dette er programmets 
kompleksitet, selv innen en avgrenset verden (Copeland 1993, Winograd & Flores 1986). 
SHRDLU er beskrevet i detalj i Terry Winograds doktoravhandling, senere utgitt i boken 
Understanding natural language (Winograd 1972). 
2.2 MICROPLANNER 
I dag fremstår planleggingssystemet, MICROPLANNER, som det mest vellykkede ved 
SHRDLU. Dette er et logisk deduktivt system der fakta blir representert ved Lisp-kode. 
Regler omtales som teorem og blir representert ved bruk av Lisp-funksjoner. Bruk av 
unifikasjon står sentralt i bevisprosedyren. 
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I SHRDLU oversetter den lingvistiske modulen Winograds definisjon på et tårn med spir 
til teoremet: 
 (THCONSE (X1 X2 X3) 
  (#STEEPLE $?X1 $?X2 $?X3) 
    (THGOAL (#IS $?X1 #PYRAMID)) 
    (THGOAL (#IS $?X2 #BLOCK)) 
    (THGOAL (#COLOR $?X2 #GREEN)) 
    (THGOAL (#IS $?X3 #BLOCK)) 
    (THGOAL (#COLOR $?X3 #GREEN)) 
    (THGOAL (#SUPPORT $?X2 ?X1)) 
    (THGOAL (#SUPPORT $?X3 ?X2)))) 
Dette teoremet sier at x1, x2 og x3 utgjør et spist tårn dersom det finnes et objekt x1 som 
er en pyramide, to andre objekter x2 og x3 som begge er grønne klosser og der x1 ligger 
oppå x2, og x2 oppå x3. MICROPLANNER reference manual dokumenterer hvordan 
planleggingssystemet er bygget opp (Sussman & Winograd 1970). 
 
MICROPLANNER var et frittstående planleggingssystem basert på et større og mer 
komplekst system, PLANNER, som også ble utviklet ved MIT. Prolog, et anerkjent 
logisk programmeringsspråk, kan sees som en videreføring av en del av funksjonaliteten i 
PLANNER (Norvig 1992). Prolog har samme evne som PLANNER til å utrykke 
relasjoner som program. 
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3 Klosseverden 
I dette kapittelet beskriver jeg oppbygning av en klosseverden. Etter å ha forklart hvorfor 
en mikroverden bestående av enkle klosser er et egnet testområde for grunnleggende 
spørsmål som omhandler kunnskapsrepresentasjon, skisserer jeg en del krav til 
klosseverdenen som er nødvendig for at den skal fremstå som mer universell enn 
SHRDLUs verden. 
 
I kapittel 3.5 oppsummerer jeg kort utviklingsprosessen som har resultert i de ulike  
modulene klosseverden består av. Oppbygningen av klientapplikasjonen beskrives i 
kapittel 3.6, og i kapittel 3.7 gjenomgår jeg de viktigste punktene i oppbygningen av 
serverapplikasjonen. 
3.1 Avgrenset verden 
SHRDLU har et vokabular på rundt 350 ulike ord.4 Med disse få ordene forstår og 
uttrykker SHRDLU seg bra innenfor sin verden. Problemet oppstår når den skal prøve å 
tilegne seg kunnskap om ting utenfor denne verdenen. 
“Build a steeple. 
SORRY, I DON’T KNOW THE WORD 'STEEPLE’. 
A steeple is a stack that contains two green cubes and a pyramid. 
I UNDERSTAND. 
Trade you steeple for three red cubes. 
SORRY, I DON’T KNOW THE WORD 'TRADE’. 
A trade is a free exchange of ownership. 
SORRY, I DON’T KNOW THE WORD 'FREE’. 
Sorry, I thought you where smarter than you are. 
SORRY, I DON’T KNOW THE WORD 'SORRY.” 
- Dialog mellom John Haugeland og SHRDLU (Copeland 1993) 
 
                                                 
4 Beregnet ut fra antall definisjoner i filen DICTIO som er den del av SHRDLUs kildekode. 
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SHRDLU fungerte bra innen sin forenklede verden, men kom til kort i en mer kompleks 
verden. Selv om det var vanskelig å videreføre SHRDLUs suksess, kan ikke viktigheten 
av å teste ut ideer i en avgrenset verden neglisjeres. Et system som ikke fungerer innenfor 
en enkel verden, har enda mindre sjanse for å lykkes i vår komplekse hverdag. 
 
Et eksempel som belyser dette, er Doug Lenat sitt Cyc-prosjekt.5 Det ble startet i 1984 
som et ambisiøst prosjekt der målet var å lage en kunnskapsbase over alle mulige fakta i 
dagliglivet. Ideen til Lenat var at dersom Cyc fikk nok kunnskap (rundt 100 millioner 
faktabeskrivelser), ville programmet selv på et punkt være i stand til å kunne akkumulere 
ny kunnskap. Svært mye arbeid ble lagt ned i å mate systemet med kunnskap. På tross av 
denne innsatsen ble det aldri noe av Lenats visjon om at programmet ved midten av 90-
tallet skulle ha kunnskap nok selv til å kunne lese og forstå tekst (Wood 2002). 
Ambisjonsnivået er senket nå, men det er fremdeles et kontroversielt prosjekt. En del av 
kritikken til Cyc-prosjektet er at det ble gjort for lite forskning på hvordan kunnskap 
skulle representeres. Iveren etter å komme i gang med datainnsamlingen var så stor at 
verifiseringen om informasjon ble lagret på en hensiktsmessig ble nedprioritert (Copeland 
1993). 
 
Historien til Cyc-prosjektet belyser viktigheten av å utvide et kunnskapssystem stegvis. 
For hvert steg må resultatene så langt evalueres. John Haugelands dialog med SHRDLU 
belyser koblingen mellom læring og erfaring. For at SHRDLU skal ha en mulighet til å 
lære hva en handel innebærer, må det være mulig å utføre en handel i programmets 
verden. 
3.2 Rasjonalitet 
En agent handler rasjonelt dersom den handler slik at den prøver å maksimalisere 
sannsynligheten for at målet nås. I mange tilfeller er det en krevende prosess å finne en 
slik optimal løsning. Hvis den i det hele tatt finnes, så har kanskje omgivelsene endret seg 
så mye at løsningen ikke lenger er den mest optimale (Waiyian 2006). 
 
                                                 
5 Cyc-navnet er valgt på bakgrunn av: encyclopedia. 
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En klosseverden avgrenser agentens uttrykks- og handlingsmuligheter slik at en optimal 
løsning er lettere å finne. Muligheten for en robot til å handle rasjonelt innenfor en 
klosseverden er derfor større enn i vår verden. En robot er i stand til å finne en optimal 
løsning på enkle handlinger, som for eksempel hvordan en kloss stables oppå en annen. 
Roboten kan utføre enkle operasjoner i klosseverden like rasjonelt som oss. 
 
Fordelen med en verden bestående av klosser som kan flyttes, er at roboten stegvis kan 
stilles ovenfor nye utfordringer. Når roboten mestrer å stable en kloss oppå en annen, kan 
den som i SHRDLUs tilfelle lære å bygge et tårn. Dess mer utfordrende problemstillinger 
roboten stilles ovenfor jo mer utfordres robotens evne til å resonnere og handle rasjonelt. 
I klosseverden blir det da mulig å undersøke hvordan valg av kunnskapsrepresentasjon 
påvirker robotens evne til å ta en beslutning når det ikke lenger er mulig å finne den mest 
optimale løsningen. 
 
I utforming av en robot som skal løse oppgaver som vi mennesker er flinke til å løse, 
antas det ofte at vår resonnering og adferd er rasjonell. Herbert Simon påpeker at dette i 
mange tilfeller ikke er rett. Vi har en begrenset rasjonalitet som gjør at våre beslutninger 
ikke i alle tilfeller er helt optimale, men gode nok.6 Når vi løser et komplekst problem har 
vi en begrenset kapasitet til å ha oversikt over tilgjengelig informasjon samt å kunne 
prosessere denne. 
 
Tilsvarende har også en robot en begrenset rasjonalitet. Manglende ressurser i form av 
regnekapasitet og tilgjengelig minne hindrer den i å finne en optimal løsning. Måten den 
representerer kunnskapen sin på er også en avgjørende faktor hvilke informasjon den har 
tilgjengelig, og påvirker slik dens evne til å kunne formulere og løse en kompleks 
problemstilling. 
 
                                                 
6 I en del økonomiske teorier og organisasjonsteorier tas det ofte hensyn til at menneskers har en begrenset rasjonalitet. 
Disse teoriene innebærer blant annet strategier for hvordan vi kan ta mer rasjonelle valg, og hvordan agenter som 
simulerer våre beslutninger kan benytte tommelfingerregler fremfor komplekse matematiske teorier. 
http://en.wikipedia.org/wiki/Bounded_rationality 
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I John Haugelands dialog med SHRDLU er det mangel på tilgjengelig informasjon som 
gjør at roboten ikke kan tilordne seg kunnskap om hva en handel innebærer. Her er det 
ikke robotens evne til å prosessere tilgjengelig informasjon som gjør at den feiler, men 
det faktum at informasjonen er utilgjengelig. Når det i SHRDLUs verden ikke kan 
gjennomføres en handel blir det heller ikke mulig å kunne erfare hva en handel 
innebærer. I en klosseverden må derfor en robots evner til å lære ses i sammenheng med 
hva som er mulig å erfare. 
3.3 Krav til klosseverden 
3.3.1 Læring 
Hva som menes med maskinlæring kan ofte være grunn for misforståelse. Herbert Simon 
definerer læring som: 
“Any changes in a system that allows it to perform better the second time on 
repetition of the same task or on another task drawn from the same population.” 
- Herbert Simon (Luger & Stubblefield 1993) 
 
Dette er en presis definisjon. En agent har lært noe dersom den utfører samme oppgave 
bedre neste gang, eller den forbedrer utførelsen av en annen oppgave fra samme 
populasjon ved neste utførelse. 
 
Herbert Simons definisjon tilegner SHRDLU evnen til å lære. Når SHRDLU blir fortalt 
at tårn består av to grønne klosser og en pyramide, bruker den denne definisjonen til å 
kunne bygge et slikt tårn. Winograd er SHRDLUs lærermester. SHRDLU kan også 
tilegne seg ny kunnskap ved prøving og feiling. 
”Can a pyramid be supported by a block?  
YES.  
Can a pyramid support a pyramid?  
I DON'T KNOW.  
Stack up two pyramids.  
I CAN'T.” 
 - Utdrag av dialog med SHRDLU (Winograd 1972) 
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Det finnes et observert tilfelle der en pyramide ligger oppå en kloss, så SHRDLU kan 
dedusere seg frem til at dette er mulig. Det er derimot ingen eksempler på at en pyramide 
er stablet oppå en annen, så SHRDLU har ikke mulighet for å finne ut av dette før den 
faktisk prøver. Et forsøk viser at det er umulig. I denne situasjonen er det mer tvilsomt 
om SHRDLU lærer noe. SHRDLU erfarer det ikke selv, ved at for eksempel pyramiden 
ramler ned når den forsøker. Den feiler på grunn av at det finnes et teorem i samme 
kunnskapsbase som forteller at dette er fysisk umulig. Mangel på kjennskap til dette 
teoremet gjør at SHRDLU ikke klarer å dedusere seg frem til en løsning, men i stedet må 
forsøke å stable pyramidene. 
3.3.2 Uavhengighet 
I SHRDLU muliggjøres læring som en følge av at roboten kan kommunisere med sin 
læremester. Eksempelet med å stable to pyramider oppå hverandre viser at det er et behov 
for at roboten må få tilbakemeldinger fra verden. Den må ha sensorer som registrer om 
ting blir utført slik den har planlagt. Dette tvinger frem et krav om at simuleringen av 
verden må være uavhengig av robotens oppfattelse og representasjon av denne. For å 
kunne endre verden må den utstyres med et sett av effektorer som kan manipulere verden. 
Simuleringen av verden oppfatter signalene fra robotens effektorer og oversetter disse til 
faktiske endringer, som igjen oppfattes av roboten med hjelp av dens sensorer. 
3.3.3 Ulike verdener 
I SHRDLU er det ingen uavhengig simulering av verden. Roboten og verden er 
implementert i en modul, der informasjon om hva som finnes i verden kun er lagret i 
robotens kunnskapsbase. Verden kan derfor sies å eksistere som en følge av robotens 
representasjon av den. Dersom robotens evner skal testes i en verden med andre objekter, 
må fakta om dette endres i robotens kunnskapsbase. 
 
Kravet i klosseverden, om en uavhengighet mellom simuleringen av verden og roboten, 
gjør det enklere å introdusere roboten for ulike klosseverdener. Roboten har kunnskap om 
hvilke typer objekter den kan forvente å observere i verden, og dens sensorer forteller den 
hva som finnes og hvor disse er lokalisert. Definisjoner av ulike verdener kan da simulere 
en rekke ulike problemstillinger, alt fra enkel klossestabling til avanserte logisk gåter. 
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3.3.4 Reell verden 
Simuleringen av SHRDLUs verden er lite reell. Handlinger som utføres skjer i en 
operasjon. Når den for eksempel flytter en kloss fra gulvet og oppå en annen, gjøres dette 
i et steg, og ikke mange små steg der armen flytter klossen litt i hvert steg. Klossen er i 
det ene øyeblikket på gulvet, i det neste oppå en annen. Dersom det hadde vært en vegg 
på gulvet som gjorde det fysisk umulig å flytte klossen, ville SHRDLU aldri merke det. 
Siden det heller ikke er noe skille mellom simuleringen av verden og SHRDLUs 
oppfattelse av den, vil også verden godta flytteoperasjonen. 
 
En uavhengighet mellom verden og roboten gjør mer reell stegvis simulering mulig. 
Dette setter også høyere krav til roboten. Den må først planlegge hvordan den har tenkt å 
utføre en oppgave. Utførelsen vil bestå i å flytte klosseverdens arm som beveger seg noen 
få enheter om gangen. Kontinuerlig vil roboten observere endringen den forårsaker i 
verden og samtidig kunne kontrollere om disse er som den har forutsett. 
3.3.5 Menneske 
Når roboten skal manipulere verden ved å bruke et sett av effektorer, er det ingenting i 
veien for også å la brukeren, som kommuniserer med roboten, kunne benytte disse 
effektorene. Effektorene i verden utgjør da et felles kontrollpanel som kan benyttes til å 
styre armen. 
 
Når brukeren har de samme mulighetene som roboten til å kunne manipulere 
klosseverden, blir det mulig for han/henne å lage nye utfordringer til roboten. Sett ut fra 
et læringsperspektiv får også roboten en mulighet til å kunne observere hvordan brukeren 
opererer i verden. Roboten får dermed en mulighet til å kunne lære gjennom observasjon 
og etterligning. 
3.3.6 Differensiering 
I SHRDLUs verden har et objekt en unik identitet, en farge og er en bestemt type. Disse 
egenskapene gjør at for eksempel problemstillinger knyttet til sortering kan simuleres. 
Klossene må da differensieres ut fra en eller flere egenskaper, og egenskapene må kunne 
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sammenlignes med hverandre. Det er for eksempel mulig å sortere en stabel av klosser 
etter farge dersom det finnes en definisjon for hvordan fargene skal sammenlignes. 
 
For enklere å visualisere slike problemstillinger kan objektene også tilegnes en 
materialegenskap som de er bygd opp med. I en sorteringssituasjon kan for eksempel 
material være heltall som sammenlignes og visuelt presenteres som et tall på klossen. 
Objektets material gir ikke bare en bedre visualisering, men utgjør en ny egenskap som 
det kan differensieres etter. 
3.3.7 Universell 
Jeg har over skissert en del krav til klosseverden som gjør den forskjellig fra SHRDLU: 
• Verden skal simuleres uavhengig av robotens oppfattelse av den. 
• Kommunikasjon mot verden skal skje ved bruk av kontrollpanel og sensorer. 
• Verden skal simuleres mest mulig reelt. 
• Det skal være mulig å laste inn nye verdensdefinisjoner. 
• Brukeren av klosseverden skal ha samme muligheter som roboten til å kunne 
manipulere verden. 
• Objektene kan differensieres ut fra et material de er bygd opp av. 
Disse punktene er med på å gjøre klosseverden mer universell enn SHRDLUs verden.  
Alt som er mulig i SHRDLU, er også mulig i klosseverden. De utvidete mulighetene i 
klosseverden gjør at roboten må ta høyde for flere forutsetninger i løsingen av et problem.  
For å være i stand til å utføre en oppgave må den planlegge ned til detaljnivå. Under 
utførelsen kan uforutsette ting skje. Planen kan vise seg å ikke være god nok. Dette kan 
for eksempel skyldes manglende kunnskap eller at brukeren har endret verden ved å flytte 
en kloss samtidig som roboten planla. 
3.4 Kjørbar versjon av SHRDLU 
SHRDLU ble utviklet i MacLisp. Kildekoden kan lastes ned fra Stanford University.7 I 
1999-2000 gjennomførte studenter ved University of Missouri-Rolla et prosjekt for å 
                                                 
7 Om SHRDLU og nedlasting av kildekode: http://hci.stanford.edu/~winograd/shrdlu/ 
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gjøre SHRDLU kjørbar på nyere Lisp-versjoner.8 Resultatet ble en 
kommandolinjeapplikasjon og en Java-applikasjon med en tredimensjonal visualisering 
av verden.9 Deres versjon av SHRDLU bærer preg av ikke å være ferdigstilt. Denne 
mangel på ferdigstilling, liten generalitet i koden og overnevnte krav har gjort det umulig 
for meg å bygge videre på denne applikasjonen som et utgangspunkt for klosseverden. 
3.5 Utvikling 
Klosseverden er utviklet i ANSI Common Lisp. Valg av Lisp skyldes først og fremst at 
robotens kunnskapsrepresentasjon skulle benytte seg av muligheter som finnes i Common 
Lisp sitt objektorienterte system. 
 
Det finnes ingen felles grensesnitt for tredimensjonal visualisering i de ulike ANSI 
Common Lisp implementasjonene. En tredimensjonal visualisering kunne blitt realisert 
for Windows ved å benytte ANSI Allegro Common Lisp sammen med DirectX, men det 
ville ha satt for store begrensninger på hvor klosseverden kunne kjøres. Jeg valgte derfor 
tidlig i prosessen en server/klient løsning. 
 
Som nevnt innledningsvis har det i utviklingsprosessen vært to overordnete mål: 
1. Klosseverden skal kunne benyttes av andre, enten for testing av ulike robotagenter 
eller for en videreutvikling av eksisterende robot. 
2. Robotens kunnskapsrepresentasjon og planleggingssystem skal kunne benyttes på 
andre områder. 
Disse målene har tvunget frem to uavhengige moduler: klosseverdenen og Closlog. 
 
Closlog er en frittstående modul som utgjør robotens kunnskap om verden og hvordan 
den kan resonnerer seg frem til svar på ulike problem. Navnet Closlog er valgt på 
bakgrunn av at det er bygget opp rundt en form for logisk programmering med utstrakt 
bruk av CLOS. 
 
                                                 
8 Prosjekt knyttet til SHRDLU ved University of Missouri-Rolla: http://web.umr.edu/~shrdlu/ 
9 Nedlasting av kjørbar versjon av SHRDLU: http://hci.stanford.edu/~winograd/shrdlu/ 
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Klosseverdenen omfatter en Common Lisp-serverapplikasjon som simulerer verdenen, og 
en Flash- eller Java-klient som visualiserer den. 
 
Rammeverket til klosseverden ble utviklet som et forprosjekt til masteroppgaven. Etter at 
forprosjektet ble avsluttet, har rammeverket blitt videreutviklet og klosseverden har fått 
sin robot med tilhørende Closlog modul. For å øke tilgjengeligheten, lette installasjon og 
bruk har jeg valgt å også lage en Flash-klient. 
3.6 Klient 
Klientapplikasjonens primære rolle er å visualisere klosseverden. Den skal gi bruker en 
muligheten til å endre verden og kunne kommunisere med roboten. I en utviklingsprosess 
har den også en sekundær rolle i å presentere feilsøkingsinformasjon (debug) fra roboten 
eller verden. 
 
Figur 3-1, Flash-klient. 
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Under utviklingen av klienten er det lagt vekt på å få til et velfungerende grafisk 
grensesnitt (GUI). Klienten har et kontrollpanel som lar bruker styre armen i verden. I 
visningspanelet gis bruker en mulighet til å rotere og skalere visualiseringen av verden. 
Et tekstfelt kan benyttes for å sende kommandoer til roboten. Disse kommandoene og 
svar fra roboten blir bevart i et eget historikkfelt. Kommandofeltet kan også benyttes for å 
aktivere feilsøkingsinformasjon, som blir presentert i et tekstfelt til høyre for kontroll- og 
visningspanelet. 
3.6.1 Tredimensjonal visualisering 
Den største utfordringen i utviklingen av klienten har vært den tredimensjonale 
visualiseringen. Jeg valgte opprinnelig å utvikle en Java-klient, fordi det finnes et eget 
Java3D bibliotek.10 Java3D benytter OpenGL eller DirectX som utnytter 3D-hardware 
akselrasjon i skjermkortet. 
 
Java3D er et tilleggsbibliotek til Java, som må være installert for at klienten skal fungere. 
Erfaringen har vist at denne installasjonsprosessen ofte er problematisk. Det finnes ikke 
et standardisert installasjonsprogram, og selv om det hadde eksistert vil i mange tilfeller 
manglende rettigheter på egen datamaskin hindre en installasjon. 
 
For å øke tilgjengligheten til klosseverden har jeg utviklet en Flash-klient. Flash har 
ingen innebygd støtte for tredimensjonal presentasjon. For å kunne presentere verden har 
jeg derfor valgt å benytte et åpent kildekode bibliotek, Sandy. Dette er et bibliotek som 
muliggjør visning av tredimensjonale objekter ved bruk av Flash sitt scriptspråk, 
ActionScript. Det benytter ingen underliggende bibliotek og støtter derfor ingen form for 
3D-hardware akselrasjon. Klosseverdenen består av relativt få objekter, slik at en 3D-
hardware akselerasjon foreløpig har vist seg unødvendig. Sandy-biblioteket har blitt 
utviklet parallelt med at jeg har jobbet med masteroppgaven, og inneholder fremdeles 
noen småfeil.11 En av disse finnes i algoritmen som avgjør rekkefølgen som objektene 
                                                 
10 Om Java3D-biblioteket: https://java3d.dev.java.net/. 
11 Om Sandy-biblioteket: http://www.osflash.org/sandy. 
Versjon 1.1 som jeg har benyttet oppgis å være ”almost stable”. 
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tegnes i. Her benyttes en standard Z-buffer algoritme. Denne har jeg forbedret, men det 
vil likevel av og til oppleves at flatene til objekter tegnes i feil rekkefølge. Det er mulig å 
forbedre visualiseringen enda mer, men siden den fremstår som relativt grei har jeg valgt 
å ikke bruke mer tid på dette. 
3.6.2 Kommunikasjon 
Kommunikasjon mellom klient og server er en socketkobling over TCP/IP, og følger en 
fastsatt protokoll. Klienten har ingen kunnskap om verden annet en det den får over 
koblingen mot serverer. Dersom bruker ønsker å flytte armen fremover, sendes det som 
en kommando til serveren. Serveren behandler forespørselen og sender eventuelle 
endringer i verden tilbake til klienten. All logistikk knyttet til verden og roboten 
behandles av serveren. Klienten presenterer kun klosseverden for bruker og muliggjør en 
kommunikasjon med den. 
 
Kommunikasjonen med serverapplikasjonen kan illustreres ved å bruke en telnetsesjon 
som simulerer en klient: 
>telnet stud.noop.no 9999 
blocksworld 1.22 [2006/09/15 14:11:32] 
please identify yourself: 
andreas@noop.no 
0:hello andreas 
<load shrdlu.wld> 
0:<createworld 
world,world,0x0x0,1000x1000x1000,lightgray 
table,table,0x0x-20,1000x1000x20,gray 
arm,arm,80x360x540,75x75x50 
block,b1,110x100x0,100x100x100,red 
pyramid,b2,110x100x100,100x100x100,green 
block,b3,400x0x0,200x200x200,green 
...> 
put b2 on b3 
741:putting b2 on b3 
741:<move_east> 
742:<move arm,80x340x540> 
743:<move arm,80x320x540> 
...  
bye 
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Det første trinnet i kommunikasjonen er identifisering. Det er to grunner til dette. For det 
første kan det være nyttig for roboten å vite hvem den kommuniserer med. For det andre 
kan det uten identifiseringssteget oppstå en blokkering mellom klient og server.12 
 
Serveren godtar identifisering og svarer med 0:hello andreas. Meldinger fra server starter 
alltid med <tid>:, der tiden er et økende heltall. 
 
Kommandoer til verden angis alltid med starttegnet <, og avsluttes med >. Kommandoen 
<load shrdlu.wld> ber serveren om å laste en klosseverden med navnet shrdlu.wld. En 
liste over mulige verdener kan fås ved å benytte kommandoen <list>. 
 
Etter at serveren har lastet inn klosseverdenen, sendes kommandoen <createworld ...> til 
klienten. Denne kommandoen forteller klienten hvilke objekter som finnes i 
klosseverdenen. 
pyramid,b2,110x100x100,100x100x100,green 
Linjen over angir at det finnes en grønn pyramide med identitet b2 på koordinatene 
110x100x100 og med størrelsen 100x100x100. 
 
Alle linjer som serveren mottar fra klienten, som ikke er kommandoer, tolker den som 
forespørsler til roboten. Put b2 on b3 ber roboten om å stable pyramiden b2 oppå klossen 
b3. Etter at roboten har laget en plan for hvordan den har tenkt å gjennomføre dette, 
starter den selve utførelsen. Roboten svarer brukeren med putting b2 on b3, og sender 
kommandoen <move_east> til verden for å angi at armen skal flyttes lenger østover.13 
Påfølende beskjed <move arm,80x340x540> fra verden forteller at armen faktisk har 
flyttet seg 20 enheter østover. 
                                                 
12 Metoden read-char-no-hang er i CLISP (Windows-plattform) blokkerende helt inntil første linje fra standard input er 
lest. Denne metoden benyttes dersom det kommuniseres mot server ved bruk av en standard input/output. Siden den er 
blokkerende gjør det at uten identifisering eller annen data fra klient, vil serveren stoppe all aktivitet inntil første linje 
er mottatt fra klienten. 
13 <move_east> er i dette eksempelet en intern kommando fra roboten til verden. Den blir ikke benyttet av 
klientapplikasjonen, men sendes likevel for at brukeren skal kunne se hvordan roboten styrer armen. Dersom bruker 
flytter armen østover sendes tilsvarende kommando fra klient til server. 
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De ulike himmelretningene benyttes for å angi retning. Nordover er økende langs x-aksen 
og vestover er økende langs y-aksen. Opp og ned benyttes for vertikal forflyttning langs 
z-aksen. Sesjonen mot server avsluttes med linjen: bye 
3.7 Serverapplikasjon 
Serverapplikasjonens roller er å simulere klosseverden og behandle strømmen av 
beskjeder mellom denne, roboten og klienten. 
 
Oppbygningen kan grovt skisseres ved at et serverobjekt har en liste over aktive 
koblinger mot klienter. Hver kobling i listen har et forekomstobjekt som behandler 
kommunikasjon mellom server og klient. Et felles agentgrensesnitt benyttes av både 
robot, bruker av klienten og verden. Forekomstobjektet benytter agentgrensesnittet og et 
standardisert beskjedobjekt for å styre kommunikasjonen mellom de ulike agentene 
(verden, robot, bruker). Forekomstobjektet kaller også med jevne mellomrom (10 ganger 
i sekundet) en funksjon i hver av disse agentene. Dette tidskallet kan sies å utgjøre 
agentens hjerteslag. I et tidskall behandler og svarer agentene på nye forespørsler. For 
hvert kall går tiden et steg fremover. 
3.7.1 Beskjedflyt 
Bruken av felles agent- og beskjedklasse fjerner skillet mellom verden, robot og bruker. 
For roboten fremstår brukeren av klienten som lik verden, en agent det mottas og sendes 
beskjeder til. Hver beskjed har en mottaker som identifiserer hvem den kommer fra. 
Innholdet i beskjeden er en forespørsel eller en melding om at noe har endret seg. En 
beskjed blir representert som en Lisp-liste som inneholder symboler eller heltall.  
 
Figur 3-2 illustrerer beskjedflyten mellom de ulike agenten og klienten i klosseverden. 
Navnene på figuren refererer til klasse- og filnavnet for en agent. De grå pilene fra 
roboten og verdensagenten til klienten er beskjeder som ikke blir benyttet direkte av 
klienten, men som inneholder nyttig feilsøkingsinformasjon for brukeren. 
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Figur 3-2, Beskjedflyt i klosseverden. 
 
I eksempelet hvor det ble simulert en klientkobling mot serveren ved bruk av telnet, ble 
det sendt en forespørsel til roboten om å stable pyramiden b2 oppå klossen b3: 
beskjed (put b2 on b3) fra bruker til robot 
Roboten mottar beskjeden. Den ser at den kommer fra bruker og gjenkjenner formen på 
den. Den lager en plan for hvordan den skal løse problemet. I dette tilfelle finner den ut at 
det finnes en løsning og svarer brukeren med å sende beskjeden: 
beskjed (putting b2 on b3) fra robot til bruker 
Første steg i planen er å flytte armen over pyramiden b2 for å gripe fast i den. Armen må 
da lenger østover. Den flyttes ved å sende verden en beskjed om at østknappen i 
kontrollpanelet skal trykkes ned: 
beskjed (move-east) fra robot til verden 
Verdensagenten mottar denne beskjeden i sitt neste tidskall, og informasjonen om at 
østknappen på kontrollpanelet er trykket ned lagres. I tidskallet kontrollerer alltid verden 
hvorvidt det er noen knapper som er trykket ned på kontrollpanelet. Dette er en 
indikasjon på at en endring skal simuleres. I dette tilfellet skal armen flyttes lenger 
østover. Dersom det er det fysisk mulig blir armen flyttet, og beskjeden om det 
kringkastes tilbake til de andre agentene: 
beskjed (move arm 80 340 540) fra verden til alle (robot og bruker) 
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I sitt tidskall mottar roboten endringsbeskjeden fra verdensagenten, og den oppdaterer sin 
oppfatning av verden. Dersom armen er kommet langt nok østover, er robotens delmål 
nådd. Den kan da stoppe bevegelsen ved å sende verden en ny beskjed: 
beskjed (move-east stop) fra robot til verden 
Bruk av en standardisert agent- og beskjedklasse gjør at de ulike agentene er uavhengige 
av hverandre. Roboten vet ikke noe om hvordan verdensagenten har implementert 
simuleringen av verden. Den forholder seg kun til et bestemt sett av beskjeder. 
Standardiseringen gjør det for eksempel mulig å introdusere roboten for en annen robot. 
Klosseverden kan da ha to ulike roboter som samhandler og lærer av hverandre. 
3.7.2 Verdensagenten 
Verdensagenten har sin egen datarepresentasjon i klosseverden. De ulike objektene i 
verden blir representert ved bruk av CLOS. 
 
For hver ulik type objekt finnes det en egen klasse som er med på å avgjøre hvordan det 
oppfører seg. Ved flytting av et objekt finner verdensagenten ut om dette er mulig ved å 
teste om det vil kollidere med andre objekter. Denne kollisjonstesten differensieres etter 
hvilke objekttype som inngår i flytteoperasjonen. En pyramide kan for eksempel senkes 
ned i en åpen boks uten at de kolliderer med hverandre, men ikke ned i en rektangulær 
kloss. 
 
Figur 3-3, Verden med utilstrekkelige fysiske lover. 
 
Under utviklingen av klosseverdenen har det vært en avveining mellom hvor virkelig 
verden skal fremstå mot hvor komplekse reglene som simulerer den skal være. Jeg har 
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valgt en mellomløsning, som i noen situasjoner gjør at klosseverden avviker fra vår 
verden. 
 
Begrensningene i simuleringen av verden kan oppsummeres ved: 
1) Armens sin festemekanisme kan kun gripe et objekt dersom den er sentrert over 
objektet. Dette setter høyere krav til presisjon når et objekt skal gripes, men forenkler 
simuleringen ved at en pyramide og en rektangulær kloss må gripes på samme punkt. 
Dersom for eksempel armen kunne gripe rektangulær kloss i den ene hjørnet, ville det 
også sett rart ut når den hadde blitt løftet opp, ettersom objektene i verden ikke kan 
roteres og dermed mangler et tyngdepunkt. 
2) Armen kan ikke festes til et objekt dersom det er stablet noe annet oppå objektet. 
Dette problemet kan oppstå dersom et lite objekt ikke ligger sentrert på et større, slik 
at armen kan flyttes til gripepunktet til det nederste objektet. 
3) Armen kan kun slippe et objekt dersom objektet som det skal plasseres på tillater det. 
Dette er den største fysiske begrensningen i klosseverden, og hindrer at objekter faller 
i løse luften. Dersom det skal tillates at objekter kan falle, må det beregnes en rute for 
fallet. I et fall er det også et spørsmål om hvor mye som skal til før et objekt blir 
ødelagt. 
4) Det utføres ingen beregninger på hvor god støtte et objekt gir en annet i en stabel. Et 
objekt er stablet over et annet dersom de har kontakt. Denne definisjonen og det 
faktum at et objekt ikke kan falle gjør det mulig å stable objekter slik at de fysiske 
lovene tilsier at stabelen burde rase sammen. 
5) I testen om et objekt kolliderer med et annet, antas det at alle objektene er avgrenset 
av et tredimensjonalt rektangel. Dette er en korrekt antagelse for alle objekttyper 
utenom pyramiden som har flater som ikke er parallelle med aksene i rommet. På 
grunn av denne antagelsen er det ikke mulig å bevege armen eller en rektangulær 
kloss tett inntil en av sidekantene til en pyramide. 
 
I vår verden løfter vi et objekt ved å gripe den der det er mest hensiktsmessig. Det er også 
helt naturlig å løfte et objekt som har noe stablet oppå seg. Vi slipper også noe ned på 
bakken i stedet for å legge det forsiktig fra oss dersom vi innser at det tåler fallet, og det 
ikke er så farlig hvor det skal ligge. 
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Mangel på fysiske regler sammen med armens logiske gripemekanisme, er med på å 
begrense mulighetene i klosseverdenen. Roboten har ingen mulighet til å kunne erfare 
hva som skjer hvis et objekt slippes, og vil derfor aldri kunne forstå gravitasjonsloven. 
Virkemåten til gripemekanismen i armen gir simuleringen av verden en oppgave den i 
prinsippet ikke skal ha. Den kan nekte å ta i mot en forespørsel. Den er utstyrt med sin 
egen operatør som godtar alt som ikke får katastrofale følger. Rasjonelle valg blir flyttet 
fra roboten til verden. 
3.8 Oppsummering 
Jeg har i dette kapittelet beskrevet oppbygningen av klosseverdenen. På tross av de 
fysiske restriksjonene i simuleringen av verden, fremstår klosseverdenen som mer 
universell enn SHRDLUs verden. Standardiseringen i kommunikasjonen mellom bruker, 
verden og robot gjør at det er enkelt å teste ut ulike robot-implementasjoner i 
klosseverdenen. Ved å benytte en server/klient løsning flyttes utfordringene med 
visualiseringen av verden til klienten. Flash og Java er programmeringsspråk med god 
innarbeidet støtte for å lage velfungerende grafiske grensesnitt, og har et stort nedslagsfelt 
for hvilke operativsystem de kan benyttes på. De fleste nettlesere har en støtte for å kunne 
kjøre både Flash og Java dersom den nødvendige tilleggsprogramvaren er installert. 
Siden det i kommunikasjonen mot server benyttes en socketkobling over TCP/IP, blir 
klosseverden da svært tilgjengelig dersom serverapplikasjonen kjøres på en maskin 
tilkoblet verdensveven. 
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4 Closlog 
Closlog er et frittstående kunnskaps- og planleggingssystem, som i klosseverden utgjør 
robotens intellekt. Fakta og regler i Closlog har samme overordnete syntaks som 
evalueringer i Lisp. De blir representert som en liste med eventuelt tilhørende underlister. 
Det første argumentet i listen er en funksjon som skal evalueres med resten av listen som 
argumenter. Tilsvarende Common Lisp sin funksjon eval, har Closlog en egen 
evalueringsrutine for tolking av nye fakta og regler. Closlog har også en metode for å lese 
definisjoner fra en fil, tilsvarende load funksjonen i Common Lisp. 
 
Robotens implementasjon av agentgrensesnittet utgjør en link mellom Closlog og 
robotens kommunikasjon med verden og bruker. Roboten mottar standardiserte beskjeder 
fra verden om dens innhold og endringer. Fra bruker mottas spørsmål eller forespørsler 
om å løse en oppgave. Beskjedene behandles ved hvert tidskall. De oversettes til Closlogs 
språk, for deretter å bli evaluert av Closlog. All kunnskap roboten har om klosseverden 
blir slik lagret i Closlog. Robotens agentimplementasjon er dens sensorer og effektorer 
mot omverden. 
 
I dette kapittelet beskriver jeg hvordan oppbygningen av Closlog gjør at roboten kan 
følgende: 
• Dedusere seg frem til fakta i klosseverden. 
• Planlegge hvordan den skal utføre en handling for å nå et ønsket mål. 
• Utføre selve handlingen. 
• Kontrollere om utførelsen gikk etter planen. 
4.1 Hierarkisk kunnskapsrepresentasjon 
MICROPLANNER og Prolog benytter begge en flat kunnskapsrepresentasjon. I en flat 
representasjon skilles det ikke mellom fakta og forestillingen om et objekt. 
(<- is b2 pyramid) 
(<- is b4 pyramid) 
(<- color b2 green) 
(<- color b4 blue) 
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Eksempelet er hentet fra SHRDLU, og sier at det finnes to pyramider: b2 som er grønn og 
b4 som er blå. Fordelen med en flat faktarepresentasjon er at det er enkelt å utrykke fakta 
og relasjoner. Ved bruk av unifikasjon kan det effektivt trekkes deduktive slutninger. 
 
I eksempelet over sies det ingenting om at pyramidene har en farge fordi de er fysiske 
objekter. Fakta om farge blir knyttet direkte til den observerte forekomsten, i stedet for å 
skape en forestilling om en pyramide som et objekt som har en identitet og farge. En slik 
forestilling kan skapes ved å benytte rammer (Norvig 1992, Winston 1984). 
(a pyramid (id b2) (color red)) 
(a pyramid (id b4) (color blue)) 
I dette eksempelet defineres pyramide som en objekttype med en identitet og en farge. 
Flere ulike objekttyper danner til sammen et semantisk nett. Ved å tillate at ulike rammer 
også kan arve egenskaper av hverandre, oppnås en hierarkisk objektorientert 
representasjon. 
 
Et av de største problemene ved å benytte en flat kunnskapsrepresentasjon er knyttet til 
induktive slutninger. Forfatterne av Induction: Process of Inference, Learning, and 
Discovery (Holland et al. 1986) peker på viktigheten av en hierarkisk begrepsoppbygning 
ved induktive slutninger. Ved hierarkisk å organisere fakta, relasjoner og regler kan en 
generalisering gjøres ved å traversere et tre, i stedet for å utføre et komplekst søk for å 
finne et sett av like kriterium for tilfellene som det generaliserer over. 
 
I klosseverdenen er det ikke mulig å stable en kloss oppå en pyramide. Har ikke roboten 
kunnskap om dette vil den likevel prøve. Dersom den har forsøkt en del ganger på ulike 
pyramider der alle har lik farge, vil det i et generaliseringsforsøk, ved bruk av en flat 
representasjon, ikke være noe skille mellom objekttype (pyramide) og farge. Det vil være 
like stor sannsynlighet for at det er fargen, til objektet, og ikke formen som gjør at det er 
umulig å stable noe på den. 
 
Med en hierarkisk objektorientert representasjon vil fargen være en egenskap ved et 
fysisk objekt og formen ulike underforestillinger av dette objektet. I en generalisering vil 
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det faktum at alle observerte tilfeller involverer en pyramide med samme farge, lett kunne 
deduseres frem til. Siden farge er en egenskap til et fysisk objekt, mens pyramide er en 
underform av et fysisk objekt, er ikke lenger farge- og formbegrepet likestilt. Ved å 
vektlegge lik tilhørighet i begrepshierarkiet fremfor felles egenskaper, kan 
generaliseringsprosessen styres til å slutte at det er formen og ikke fargen som utgjør et 
problem. 
4.2 Programrepresentasjon 
John Koza, som på starten av 90-tallet introduserte genetisk programmering, har en klar 
mening om representasjonsproblemet innen kunstig intelligens: 
“Our view is that computer programs are the best representation 
of computer programs.” (Koza 2004) 
 
Ideen om et programmet som lager et nytt og bedre program er ikke ny. Som nevnt 
representerer MICROPLANNER sine teorem som Lisp-funksjoner. 
 
Jeg deler langt på vei Kozas syn om at den beste måten å representere et program på, er 
som et program i seg selv. Det er uten tvil mer effektivt og uttrykksfullt å la fakta, 
relasjoner og regler i klosseverden være ferdig kompilert, fremfor å utvikle et system som 
tolker regler og evaluerer relasjoner ut fra oppslag i en fakta- og regeldatabase. 
Uttrykksmuligheten ved å la et program generere nye program er i teorien kun begrenset 
til mulighetene som ligger i programmeringsspråket selv. 
4.3 Common Lisp Object System (CLOS)  
Ønsket om at systemet skal generere programbiter på grunnlag av en hierarkisk 
objektorientert kunnskapsrepresentasjon kan realiseres ved å bruke ANSI Common Lisp 
sitt objektorienterte system, CLOS. 
 
CLOS benytter en generisk funksjonsmodell (generic function model). Det skiller seg ut 
fra andre kjente objektorienterte system som C++ og Java som baserer seg på en 
beskjedmodell (message-passing model). Den generiske funksjonsmodellen kom senere 
enn beskjedmodellen, og er en generalisering av denne. Hovedforskjellen mellom de to 
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ulike modellene ligger i tilpasningsmulighetene til argumentene som inngår i en 
funksjonsdefinisjon. I beskjedmodellen tilhører en funksjon et bestemt delsett av klasser 
(single dispatch system). Den generiske funksjonsmodellen tillater at alle argumentene 
som inngår i funksjonsdefinisjonen kan tilpasses (multiple dispatch system) (Graham 
1996). 
 
CLOS støtter multippel arv, slik at flere ulike klassedefinisjoner kan settes sammen til en 
ny klasse. Hierarkiet til alle definerte klasser skaper et kart over begrep og forestillinger 
om objekter i verdenen. 
 
CLOS er dynamisk. Nye klasser kan opprettes, endres og fjernes under kjøring. Det er 
også mulig å endre egenskapene til en klasse dynamisk. Dette gjør det mulig at systemets 
regler selv kan opprette nye klasser og funksjoner, som i sin tur er med på å utvide 
systemets kunnskap. 
 
Sist, men ikke minst, er CLOS bygget opp rundt en standardisert Meta-Object Protocol 
(MOP). Ved å utvide MOP endres virkemåten til CLOS. Ved å benytte MOP kan CLOS 
endres slik at alle endringer i objekter logges automatisk. Dersom for eksempel en 
problemløsningsstrategi feiler, vil en endringslogg gjøre det enkelt å automatisk 
tilbakeføre endringene før en ny strategi prøves. 
4.4 Klasser og egenskaper 
Grunnlaget for kunnskapsrepresentasjonen i Closlog er klassedefinisjoner. 
(#color) 
(#red #color) 
Eksempelet over definerer #color som en forestilling om noe som har en farge, og en 
klasse #red som en underklasse av #color. I klassedefinisjoner benyttes alltid prefikset #. 
Klassedefinisjoner utgjør en måte å organisere konkrete ting, abstrakte begrep, eller 
forestillingen om noe med felles kjennetegn. Enhver klasse kan tilegnes et sett av 
egenskaper. 
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I klosseverden defineres begrepet størrelse ut fra at det har en bestemt utstrekning i 
rommet: 
(#size) 
(#size-x #number) 
(#size-y #number) 
(#size-z #number)  
Klassedefinisjonen #size har tre egenskaper x, y og z som alle er heltall (#number) og 
angir utstrekningen for aksene i en tredimensjonal verden. Tilsvarende kan et punkt i 
rommet beskrives ut fra et gitt koordinat: 
(#coord) 
(#coord-x #number) 
(#coord-y #number) 
(#coord-z #number) 
Forestillingen om et abstrakt rom fås ved å kombinere definisjonene for lokasjon og 
størrelse: 
(#absobj) 
(#absobj-position #coord) 
(#absobj-size #size) 
Objektene i klosseverdenen har en plassering, størrelse, farge og et materiale: 
(#fysobj (#absobj #identifiable)) 
(#fysobj-color #color) 
(#fysobj-material #symbol) 
#identifiable er en systemdefinert klasse som angir at noe er identifiserbart. Et fysisk 
objekt er identifiserbart og arver også egenskapene, plassering og størrelse fra et abstrakt 
objekt. De ulike forhåndsdefinerte egenskapstypene som finnes er: 
• heltall (#nummer) 
• et symbol av ett eller flere tegn (#symbol) 
• liste av objekter (#list) 
• tilstandsvariabler (#state og #dynstate)14 
 
                                                 
14 Tilstandsvariablene blir omtalt i kapittel 4.9.2. 
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I klosseverden er det blant annet rektangulære klosser, pyramider og åpne bokser. Disse 
er alle fysiske objekter: 
(#block #fysobj) 
(#pyramid #fysobj) 
(#box #fysobj) 
Klassedefinisjonene som er gjengitt til nå, utgjør de viktigste som blir benyttet av roboten 
i klosseverdenen. 
 
Når Closlog evaluerer en klasse- eller egenskapsdefinisjon, oversetter den i praksis denne 
til en klassedefinisjon i CLOS. For eksempel blir definisjonene for et fysisk objekt 
oversatt til: 
(clos:ensure-class '#fys-obj 
                   :direct-superclasses '(#abs-obj #identifiable) 
                   :direct-slots (list (:name 'color :type '#color 
                                        :closlog-slot-type '#color) 
                                       (:name 'material :type 'symbol 
                                        :closlog-slot-type '#symbol)) 
                   :metaclass 'closlog-meta-class) 
CLOS sin metode ensure-class benyttes i stedet for makroen defclass. Dette er for å gi 
alle objekter en egen meta-klasse som er med på å styre deres virkemåte. Bruk av meta-
klasse blir nærmere omtalt i kapittel 4.11. Ved å direkte benytte ensure-class unngås et 
ekstra kompileringssteg og kompileringsadvarsler ved utvidelsen av en eksisterende 
klasse. 
4.5 Relasjoner 
4.5.1 Definisjon 
I Closlog defineres en relasjon på bakgrunn av klassedefinisjoner. En relasjon kan anses 
som en sannhetsfunksjon. 
(<- obj-can-support (?#fysobj-o1 ?#fysobj-o2) 
    (not (equal ?o1 ?o2))) 
Definisjonen av en relasjon kjennetegnes ved prefikset <-. Eksempelet over definerer en 
relasjon obj-can-support mellom to fysiske objekt, o1 og o2. Relasjonen gjelder kun for 
fysiske objekter. Dette angis ved å benytte klasseprefikset #fysobj etter variabeltegnet ?. 
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Variabelnavnet er siste del etter klasseprefikset. Relasjonen obj-can-support gir et svar på 
om o2 kan stables oppå o1. Det er mulig dersom o1 og o2 ikke er samme objekt. 
 
I klosseverden er det ikke mulig å stable noe oppå en pyramide. Det er heller ikke mulig å 
flytte en boks. Den kan derfor ikke stables oppå et annet objekt. Dette kan utrykkes ved 
relasjonene: 
(<- obj-can-support (?#pyramid-o1 ?#fysobj-o2) (null)) 
(<- obj-can-support (?#fysobj-o1 ?#box-o2)     (null)) 
Dette eksempelet illustrerer fordelen ved å benytte en hierarkisk objektorientert 
kunnskapsrepresentasjon. Hva det relateres mellom styres etter hvilke typer klasser og 
dermed objekter som inngår i relasjonen. 
4.5.2 Evaluering 
Når Closlog definerer en ny relasjon, oversetter den relasjonen til en ny Lisp-metode. 
Dette kan realiseres siden CLOS benytter den generiske funksjonsmodellen for 
objektorientert programmering. Eksemplene over blir oversatt til:15 
(defmethod obj-can-support ((concept #blocksworld) (o1 #fysobj) (o2 #fysobj)) 
  (when (not (equal o1 o2)) 
    (list o1 o2))) 
 
(defmethod obj-can-support ((concept #blocksworld) (o1 #fysobj) (o2 #box)) 
  (declare (ignorable o1 o2))) 
 
(defmethod obj-can-support ((concept #blocksworld) (o1 #pyramid) (o2 #fysobj)) 
  (declare (ignorable o1 o2))) 
Argumentet concept som inngår i metodene blir omtalt i kapittel 4.7. 
 
Metodekombinasjonsregler i den generiske funksjonsmodellen til CLOS fungerer slik at 
det er den metoden som er mest spesifikk for argumentene den kalles med som blir 
benyttet. Dersom relasjonen obj-can-support kalles med en rektangulær kloss (#block) 
som første og andre argument, vil førstnevnte metode kalles. Dersom det første 
                                                 
15 Closlog benytter en egen versjon av defmethod. Dette gjøres fordi relasjoner benytter en egen meta-klasse. 
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argumentet er en pyramide (#pyramid), vil sistnevnte metode kalles og forhindre at noe 
blir stablet oppå en pyramide. 
 
Når Closlog oppretter en ny relasjon, defineres det også alltid en generell relasjon uten 
spesifiserte argumenter som alltid er usann. En evaluering av en relasjon i Closlog utgjør 
et vanlig funksjonskall i Lisp. Det er ikke behov for en søkerutine som finner den mest 
egnede relasjonskandidaten i et slikt kall, siden dette allerede inngår som en del av 
CLOS. 
 
En relasjon kan betraktes som en sannhetsfunksjon siden den returnerer argumentene som 
inngår i relasjonen dersom den er sann. Når Closlog oppretter en ny relasjon, defineres 
det også metoder som tar lister av objekter som argumenter:16 
(defmethod obj-can-support ((concept #blocksworld) (l1 cons) (o2 #fys-obj)) 
  (mapcan #'(lambda(x) 
    (when (obj-can-support concept x o2) 
      (list (list x o2)))) 
    l1)) 
Relasjonen over er den mest spesifikke og vil dermed benyttes dersom det første 
argumentet er en liste over alle objektene i klosseverdenen. Relasjonen returnerer da en 
liste over alle mulige objekter som objektet o2 kan stables oppå. 
4.5.3 Uttrykksmuligheter 
I relasjoner tillates det bruk av logiske operatorer (and, or og not), likhet (equal), 
aritmetiske operasjoner (+, -, * og /) og sammenligning av tall (<,<=,> og >=). 
 
Et objekt o1 er stablet oppå et annet o2 dersom toppen av o2 er lik bunnen til o1 og o1 
overlapper eller dekker o2 i det horisontale planet.  
                                                 
16 I metoden som Closlog opretter benyttes en intern funksjon (closlog-relation-list) fremfor å kompilere nye 
funksjoner til hver nye relasjon som defineres. Bruk av en felles funksjon er mulig siden det benyttes en egen versjon 
av defmethod. 
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Dette kan utrykkes ved relasjonen: 
(<- obj-on (?#fysobj-o1 ?#fysobj-o2) 
    (and (= (obj-bottom ?o1) (obj-top ?o2)) 
         (or (obj-overlap-x ?o1 ?o2) 
             (obj-cover-x ?o1 ?o2)) 
             (or (obj-overlap-y ?o1 ?o2) 
             (obj-cover-y ?o1 ?o2)))) 
I Closlog tillates det, som i Prolog, bruk av logiske variabler. En logisk variabel kan 
sammenlignes med en variabel i en matematisk ligning. Den er tilordnet en verdi eller et 
utrykk av andre variabler, og kan ikke endres. I Closlog skiller en logisk variabel seg fra 
vanlige variabler som vi kjenner fra andre programmeringsspråk, ved av den er ukjent 
(ubundet) frem til den blir benyttet i et uttrykk. Ved bruk bindes den opp mot resultatet av 
evaluering der den inngår. Etter den er bundet kan den ikke endres. I motsetning til 
Prolog kan en logisk variabel i Closlog ikke bindes til andre logiske variabler eller 
funksjonssymboler. 
 
Definisjonen av en transitiv relasjon obj-on-stack demonstrerer bruken av logiske 
variabler. Relasjonen gir et svar på hvorvidt et objekt o1 er stablet over, men ikke 
nødvendigvis rett oppå, et annet o2: 
(<- obj-on-stack (?#fysobj-o1 ?#fysobj-o2) 
    (or (obj-on ?o1 ?o2) 
        (and (obj-on ?stack ?o2) 
             (obj-on-stack ?o1 ?stack)))) 
Det fysiske objektet o1 er stablet over o2 dersom o1 ligger oppå o2, eller dersom det 
finnes et eller flere andre objekt stack som er stablet på o2, der o1 ligger oppå en av disse, 
eller rekursivt oppå et av objektene som igjen er stablet oppå stack. 
 
I dette eksempelet er den logiske variabelen stack ukjent frem til evalueringen av obj-on. 
Den logiske variabelen stack bindes til resultatet av å evaluere obj-on med alle 
identifiserbare objekter i Closlog-universet som første argument. 
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Dette kan illustreres med å vise Lisp-koden som relasjonskallet oversettes til:17 
 (let ((stack (map 'list #'first 
                   (obj-on concept *all-identifiable-objects* o2)))) 
  ...) 
Lisp-koden over viser at en ubundet logisk variabel testes mot en endelig liste over alle 
identifiserbare objekter i Closlog universet. Etter at stack er bundet kan den ikke endres, 
og inngår som et vanlig argument i obj-on-stack kallet i linjen under. 
 
Closlog tester mot alle identifiserbare objekt for at det skal være mulig å differensiere hva 
som kan bindes til en logisk variabel. Når roboten skal flytte armen i klosseverden, må 
den unngå kollisjoner. Den kan teste en mulig vei ved å opprette et abstrakt objekt 
(#absobj) som har en plassering og utstrekning innenfor veien som skal kontrolleres. 
Siden de abstrakte objektene ikke er identifiserbare vil de ikke inngå i testlisten til en 
ubundet logisk variabel. I et relasjonskall som undersøker om et abstrakt objekt kolliderer 
med noe, vil det da aldri testes om abstrakte objekter kolliderer med hverandre siden de 
ikke er identifiserbare. 
4.5.4 Unær relasjon  
En relasjon med et argument er en unær relasjon. En relasjon med to argument utgjør en 
binær relasjon. I en binær relasjon returneres argumentene dersom testen er sann, mens i 
en unær relasjon returneres resultatet til evalueringen av testen. 
 (<- obj-top (?#fysobj-o) 
     (+ (#fysobj-position-z o) (#fysobj-size-z o))) 
I dette eksempelet returnerer relasjonen obj-top det høyeste punktet, som er lik summen 
av bunnpunktet og høyden, til objektet o. Relasjoner med et argument er med på å gjøre 
mer sammensatte relasjoner enklere, da de kan deles opp i flere mindre delrelasjoner. 
Relasjonen obj-top benyttes for eksempel av obj-on. 
 
                                                 
17 Variabelen *all-identifiable-objects* er her benyttet for å illustrere hvilke objekter som inngår i evalueringen av obj-
on. I praksis tester Closlog mot en liste av alle identifiserbare objekt lagret i et overordnet closlog-objekt. Dette closlog-
objektet er tilgjengelig fra variabelen concept som i alle relasjonskall. En slik oppbygning gjør det mulig å unngå en 
global liste med identifiserbare objekt, slik at det kan kjøres flere forekomster av Closlog samtidig. 
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Det som skiller en unær relasjon fra en vanlig funksjon, er resultatet som returneres 
dersom den kalles med en liste av objekter. Ved definisjonene av en ny unær relasjon 
oppretter Closlog, på samme måte som ved en binær relasjon, en metode som tar en liste 
som argument. Denne metoden evaluerer den unære relasjonen for hvert objekt i listen og 
returnerer resultatet for de evalueringene som faktisk returnerte noe. 
 
Relasjonene obj-clear-top gir et svar på om det er noen objekter, andre enn armen, stablet 
oppå et fysisk objekt, o: 
(<- obj-clear-top (?#fysobj-o) 
    (and (or (not (obj-on ?on ?o)) 
         (equal ?on (get arm))) 
         o)) 
Systemfunksjonen get i eksempelet over gjør et oppslag mot identifiserbare objekt i 
faktabasen. Relasjonen obj-clear-top opptrer som en sannhetsfunksjon. Dersom det ikke 
finnes ett eller flere objekter, on, som er stablet oppå o, eller dersom on er lik armen, 
returneres o. Dersom obj-clear-top kalles med alle identifiserbare objekter i 
klosseverdenen, returnerer den en liste med alle fysiske objekter det mulig å stable andre 
objekter sentrert oppå. 
4.5.5 Relasjoner med flere enn to argument 
Closlog støtter ikke relasjoner med flere enn to argumenter. Det er ingenting i veien for å 
implementere en slik støtte, men erfaringen så langt har vist at binære relasjoner og bruk 
av logiske variabler er tilstrekkelig for å kunne uttrykke relasjonene som til nå har vært 
nødvendige i klosseverdenen. Den vesentlige forskjellen i uttrykksmulighetene ligger i å 
tillate binære relasjoner fremfor bare å kunne benytte unære relasjoner. 
4.5.6 Funksjoner 
I Closlog kan det også defineres vanlige funksjoner. Disse skiller seg ut fra relasjoner ved 
at de returnerer en verdi og ikke kan ta lister som argument. Funksjoner er strengt tatt 
ikke nødvendig, men har en verdi i at de kan gjenbrukes slik at de er med på å skape en 
mer ryddig og oversiktlig kunnskapsbase. En funksjon defineres som en relasjon med 
prefikset <=. 
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4.5.7 Datalog 
Datalog er et språk for deduktive databasespørringer og kan sees på som et utsnitt av 
Prolog der det ikke tillates bruk av funksjonssymboler.18 Closlog sitt språk og 
uttrykksmuligheter, som jeg til nå har beskrevet, kan sammenlignes med Datalog. 
Closlog har samme mulighet som Datalog til å opprette binære relasjoner der det testes 
mot et endelig sett. 
 
Til forskjell fra Datalog har Closlog muligheten til å kunne spesifisere argumentene i en 
relasjon etter klassetilhørighet. I en situasjon med mange flere objekter enn i 
klosseverden kan dette vise seg å være nyttig. Relasjonsdefinisjonene forteller hvilke type 
objekter som kan inngå. Systemet får da automatisk en måte å avgrense settet av mulige 
objekter som evalueringen av en relasjon trenger å testes mot. 
4.5.8 Deduksjon 
Klasser og relasjoner i Closlog gjør det mulig for roboten å dedusere seg frem til fakta 
om klosseverdenen. Roboten er godt rustet for å kunne svare på spørsmål som: 
• Hvilke klosser som er stablet oppå hverandre? 
• Hvilke klosser er under armen? 
• Hvor mange røde pyramider finnes det? 
• Hva er nord for den største klossen? 
Closlog er i likhet med CLOS dynamisk. Nye klasser og relasjoner kan opprettes under 
kjøring. Roboten kan derfor utvide sin kunnskap om klosseverden etter hvert som den 
lærer. 
4.6 Operasjoner 
Et viktig faktor for at roboten skal kunne øke sin kunnskap om verden, er erfaringer 
knyttet til tidligere handlinger. For å skaffe seg erfaringer må roboten kunne operere 
armen i klosseverden. Robotens handlinger er et resultat av at den prøver å løse et 
problem for å oppnå et mål. Planlegging og problemløsning er derfor en sentral del av 
                                                 
18 Mer om forskjellen mellom Datalog og Prolog kan leses på: http://en.wikipedia.org/wiki/Datalog 
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robotens intellekt. Relasjoner gjør at den kan dedusere seg frem til faktiske forhold i 
klosseverden. Uten å kunne planlegge er den ikke i stand til å kunne forutsi hva som er 
mulig. 
4.6.1 Definisjon 
Closlog benytter operasjoner i planleggingen av hvordan ett eller flere sammensatte 
problem kan løses. I motsetning til en relasjon har en operasjon muligheten til å endre 
objekter og deres tilhørende egenskaper. Dette gjør det mulig for roboten å kunne 
resonnere seg frem til hva som er mulig, eller hva som er mest hensiktsmessig å gjøre. 
 
En operasjon er en test som evalueres. Testen har samme form og uttrykksmuligheter 
som en relasjon. Dersom testen feiler, foreslår operasjonen en sekvens av nye 
operasjoner, eller endringer av objekters egenskaper, som kan evalueres for å prøve å 
gjøre testen sann. En operasjon er en regel på formen: 
Hvis ikke A så B og C og D og ... 
Her er A en enkel eller sammensatt test med ett eller flere argumenter. Denne formen 
avviker fra andre regelbaserte planleggingssystem ved at jeg har valgt å negere testen i 
operasjonen (Holland et al. 1986). Dette er gjort for å gjøre den lik testen i en 
relasjonsdefinisjon. I de fleste situasjoner er det også slik vi mennesker resonnerer. 
Dersom kloss A skal flyttes oppå B, er det kun nødvendig å utføre en handling dersom 
den ikke allerede er på B. Operasjonen put-on angir hvordan et fysisk objekt o1 kan 
stables oppå et annet, o2: 
 (-> put-on (?#fysobj-o1 ?#fysobj-o2) 
     (obj-on ?o1 ?o2) 
     ((supportable ?o2 ?o1) 
      (grasp ?o1) 
      (arm-at (obj-grasp-x ?o2) 
           (obj-grasp-y ?o2) 
           (+ (obj-grasp-z ?o2) 
                 (#fysobj-size-z ?o1))))) 
I en operasjonsdefinisjon benyttes prefikset ->. Den første listen etter argumentene i 
definisjonen er testen til operasjonen. Den påfølgende listen er en underliste med forslag 
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til hvordan operasjonen kan gjøres sann. I operasjonen put-on testes relasjonen obj-on. 
Dersom den er usann, foreslår put-on at o1 vil være oppå o2 dersom: 
• o1 kan flyttes, og o2 tillater at o1 kan stables oppå det (supportable). 
• Armen flyttes over o1 og griper fatt i objektet (grasp). 
• Arm og o1 flyttes over, bort til og senkes oppå o2 (arm-at). 
4.6.2 Eksempler 
Operasjonen supportable er en test på hvorvidt put-on operasjonene er mulig å 
gjennomføre:  
(-> supportable (?#fysobj-o1 ?#fysobj-o2) 
    (obj-can-support ?o1 ?o2)) 
Slik supportable er definert over feiler den dersom o2 ikke er flyttbar eller o1 ikke tillater 
at noe kan bli stablet oppå det (obj-can-support). Siden operasjonen også mangler et 
løsningsforslag, i form av underoperasjoner, vil den terminere evalueringen av en 
overordnet operasjon som put-on. 
 
I Klosseverden kan et objekt flyttes dersom det er flyttbart og det ikke er andre objekter 
stablet oppå det. I supportable må det derfor også testes om det er stablet andre objekter 
oppå det. Tilsvarende må det kontrolleres om det er plass til o2 på o1. Dette kan gjøres 
ved å benytte relasjonen obj-clear-top i testen til operasjonen:19 
(-> supportable (?#fysobj-o1 ?#fysobj-o2) 
    (or (and (not (obj-can-support ?o1 ?o2)) null) 
        (and (obj-clear-top ?o1) (obj-clear-top ?o2))) 
    ((clear-top ?o1 ?o2) 
     (clear-top ?o2 ?o1))) 
Dersom det er ett eller flere objekter, som ikke er armen, stablet oppå o1 eller o2 er denne 
definisjonen av supportable usann. Den vil da prøve å flytte objektene ved å benytte 
operasjonen clear-top: 
(-> clear-top (?#fysobj-o ?avoid) 
    (obj-clear-top ?o) 
    ((move-away-from (first (obj-support ?o ?supports)) ?o ?avoid) 
     (clear-top ?o ?avoid))) 
                                                 
19 Dersom en test i en operasjon returnerer null, betyr det at det ikke er mulig å gjøre den sann. 
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Systemfunksjonen first i definisjonene til clear-top angir at det første objektet i supports 
skal benyttes. Operasjonen clear-top flytter rekursivt bort objekter som er stablet oppå 
objektet o, ved å benytte en operasjonen move-away-from. I clear-top og move-away-
from inngår også et argument avoid som angir at objektet ikke skal flyttes dit. Dette er for 
å ta høyde for at et objekt ikke flyttes bort to ganger. 
 
Argumentene til operasjoner kan, i likhet med relasjoner, spesifiseres etter 
klassetilhørighet. I klosseverdenen er gulvet (#table) et fysisk objekt. Dersom roboten 
skal legge en kloss på gulvet vil den, slik supportable er definert over, først prøve å flytte 
bort alle objektene som ligger der. I klosseverdenen sier det seg selv at dette er umulig. Et 
slikt feiltrinn kan forhindres med operasjonen: 
(-> supportable (?#table ?avoid) 
    (obj-can-support ?o1 ?o2)) 
Definisjonen av put-on og supportable som jeg har benyttet dette i eksempelet er en 
forenklet utgave av den som roboten i klosseverden benytter. Svakheten med den jeg har 
presentert her er at det ikke er mulig å stable flere objekter oppå et annet. I robotens 
kunnskapsbase, som kan studeres på vedlagt cd, er det mulig å stable to objekter oppå et 
annet. Det gjøres ved å utføre et søk som kontrollerer om det er plass å stable et objekt 
(o1) oppå et annet (o2). Er det ikke plass til o1, fjernes et og et objekt som ligger oppå o2 
inntil det er plass nok til o1. For at o1, i søket etter en ledig plass, ikke skal plasseres helt 
på kanten av o2, benyttes relasjonen obj-support-safely i stedet for obj-on. Denne er sann 
dersom midtpunktet til bunnen av o2 er oppå toppflaten til o1. 
4.6.3 Evaluering 
Closlog oversetter operasjoner til Lisp-funksjoner. I motsetning til en relasjon der alle 
underkall evalueres direkte av Lisp, blir en operasjon oversatt slik at en evalueringen 
returnerer en liste av underoperasjoner.  
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Operasjonen put-on blir oversatt til: 
(defmethod put-on ((concept #blocksworld) o1 o2 &key (evaluated nil)) 
  (if (and evaluated (eq evaluated #blocksworld)) 
      (values '? #blocksworld) 
      (let ((result (obj-on concept o1 o2))) 
        (if (eq result 'null) 
            nil 
            (if result 
              (values t #blocksworld) 
              (values (list 
                (list 'supportable o2 o1) 
                (list 'grasp o1) 
                (list 'arm-at (obj-grasp-x concept o2) 
                              (obj-grasp-y concept o2) 
                              (+ (obj-grasp-z concept o2) 
                                 (slot-value (slot-value o1 'size) 'z)))) 
                #blocksworld)))))) 
I Closlog evalueres operasjoner med metoden closlog-solve. Den evaluerer først 
operasjonen. Dersom den mislykkes, legges eventuelle underoperasjonene i en kø som 
evalueres en etter en. En operasjon kan slik ekspanderes til et tre, der hver node i treet er 
en operasjon. Testen for alle nodene må være sann for at operasjonen ved roten av treet 
skal være sann.  
 
Det hadde vært mer effektivt dersom Lisp hadde evaluert underoperasjoner direkte. 
Hovedgrunnen til at jeg ikke har valgt en slik tilnærming, er at det må være mulig for en 
operasjon å prøve ulike løsningskandidater. For eksempel har operasjonen move-away-
from, som skal fjerne et objekt som er stablet oppå et annet, et utall muligheter for hvor 
det skal flyttes. Disse mulighetene tvinger frem et tre bestående av og-eller-noder. Siden 
det finnes ulike søkestrategier for å avgjøre hvilke greiner i treet som bør undersøkes for 
å oppnå en tilfredsstillende løsning, er det mest hensiktsmessig å pakke operasjonskallene 
inn i en egen implementasjon. Søkestrategier og definisjon av eller-operatoren for 
operasjoner er omtalt nærmere i kapittel 5.1. 
4.7 Konsept 
Konseptbegrepet i Closlog gir et grunnlag for forventninger om faktiske hendelser og 
mulige handlinger i en bestemt situasjon. Innenfor et konsept gjelder et sett av relasjoner 
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og operasjoner. Et annet regelsett kan gjelde dersom et annet konsept er aktivt. Konseptet 
avgrenser domenet som roboten resonnerer eller handler i. 
 
Dersom for eksempel klosseverdenen simulerer brettspillet tre på rad, vil operasjonen 
move-away-from føre til at roboten kan komme til å flytte en av motspillers brikker. Dette 
kan skje i en læringssituasjon der roboten enda ikke kan spillets regler. Siden operasjonen 
move-away-from inngår i clear-top som blir brukt av put-on, vil motstanders brikke bli 
flyttet dersom den ligger der roboten finner det mest hensiktsmessig å plassere sin brikke. 
 
Har roboten en formening om at den faktisk spiller tre på rad, enten ved at den er blitt 
eksplisitt fortalt dette, eller ved at den gjenkjenner spillet ut fra objektenes plassering i 
verdenen, vil den kunne aktivere sitt konsept om tre på rad. Dette konseptet utgjør 
robotens forestilling om spillet, dets regler og hva som skal til for å vinne. I en 
læringssituasjon kan roboten, når den blir fortalt at det ikke er lov å flytte motspillerens 
brikker, endre clear-top operasjonen slik at den i fremtiden ikke jukser i spillet: 
(<- clear-top (?#fysobj-o1 ?avoid) (null)) 
Legges denne endringen til i aktivt konsept vil den kun gjelde i situasjonen når roboten 
spiller tre på rad. I en annen klosseverden, med et annet aktivt konsept, vil roboten 
forholde seg til at brikker kan flyttes dersom de ligger i veien. 
4.7.1 Definisjon 
I Closlog defineres et konsept som en klasse som arver systemklassen #concept eller ett 
eller flere andre konsept. 
(#blocksworld #concept) 
(#tic-tac-toe #concept) 
(#tic-tac-toe-blocksworld (#tic-tac-toe #blocksworld)) 
Eksempelet over definerer to hovedkonsept #blocksworld og #tic-tac-toe, som ikke har 
noen kjennskap til hverandre. En operasjon i #blocksworld er ukjent i #tic-tac-toe. 
Definisjonen av #tic-tac-toe-blocksworld kobler disse sammen, og utgjør slik et konsept 
som gjelder for tre på rad spillet (#tic-tac-toe) i klosseverdenen (#blocksworld). 
   
 47
4.7.2 Evaluering 
Closlog oversetter konseptdefinisjoner til Lisp-klasser. Et objekt av en konseptklasse 
inngår alltid som første argument i alle relasjons- og operasjonskall. Den generiske 
funksjonsmodellen til CLOS sørger da automatisk for å differensiere mellom hvilke 
regler som gjelder innenfor et konsept. 
4.7.3 Konseptlister 
Et konsept som arver et annets egenskaper, er en generalisering av et mer spesifikt 
konsept. Listen som fås ved å traversere hierarkiet av konsept fra det mest generelle til de 
mest spesifikke, utgjør en konseptliste. 
 
Rekkefølgen i listen bestemmes ut fra CLOS sin algoritme for klasserangering.20 Denne 
innebærer at dersom en klasse har multippel arv, er det den første angitte foreldreklassen i 
klassedefinisjonen som er den mest spesifikke klassen. I konseptlisten utelates alle 
klasser som ikke arver egenskaper fra det mest spesifikke konseptet. 
 
I planleggingen av hvordan et mål skal oppnås, starter alltid Closlog med det første og 
mest generelle konseptet i listen. Dette er som regel det aktive konseptet. 
 
Dersom målet nås, har Closlog laget en plan bestående av et tre med operasjonskall som 
noder. Dette treet evalueres en gang til for neste konsept i listen. Operasjoner definert i 
dette konseptet kan da endre treet. En endring i treet innebærer en endring i planen. 
Closlog evaluerer treet en gang for hvert konsept i listen, fra det mest generelle til det 
mest spesifikke. Mellom hver evaluering spoles alle endringer tilbake, slik at Closlog sin 
datarepresentasjon av verden er lik forut for hver evaluering av et konsept i listen. 
4.7.4 Konseptaktivering 
Når et konsept aktiveres kaller Closlog en konseptaktiveringsfunksjon, som defineres ved: 
 (<~ #tic-tac-toe-blocksworld 
     (...)) 
                                                 
20 Closlog benytter CLOS sin metode class-precedence-list for å bestemme rekkefølgen. 
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En konseptaktiveringsfunksjon kjennetegnes med prefikset <~ etterfølgt av klassen til 
konseptet. I funksjonen tillates det at fakta i Closlog kan endres. Den utgjør derfor en 
nyttig startrutine dersom konseptet trenger å representere fakta på en bestemt måte. 
 
For eksempel kan tre på rad (#tic-tac-toe) konseptet benytte en egen klasse for å 
representere rutene i spillet (#square). I konseptet for hvordan tre på rad spilles i 
klosseverden (#tic-tac-toe-blocksworld) arver dette ruteobjektet egenskaper fra en 
rektangulær kloss (#block), slik at alle regler som gjelder for klossen også vil også gjelde 
for en rute i spillet. Etter en aktivering kan rutene i spillet identifiseres, og deres 
underliggende klasse endres dynamisk til #square. For en tenkt rute med identitet s12 
gjøres denne endringen gjøres ved: 21 
(#square (get s12)) 
Siden objekter dynamisk kan endre klasse, gis roboten en mulighet til å endre oppfattelse 
av klosseverdenen. Ved en aktivering av tre på rad konseptet består klosseverden også av 
spillruter. 
 
I klosseverden aktiverer roboten et konsept dersom det er definert en konseptaktiverings-
funksjon for klassen #<verdensnavn>-blocksworld. Dersom dette ikke er tilfelle benyttes 
standardkonseptet #blocksworld. 
4.7.5 Planleggingsnivå 
Innføring av konseptlister gjør at et konsept også kan utgjøre en mer spesifikk 
handlingsbeskrivelse innenfor en situasjon. Konsept kan benyttes for å dele en 
planleggingsprosess inn i flere ulike steg. 
(#blocksworld-act #concept) 
(#blocksworld-verify #blocksworld-act) 
(#blocksworld #blocksworld-verify)  
Her defineres tre konsept. Konseptet #blocksworld er en utvidelse av #blocksworld-verify 
som igjen er en utvidelse av konseptet #blocksworld-act. Til sammen utgjør disse 
konseptlisten: #blocksworld, #blocksworld-verify og #blocksworld-act. 
                                                 
21 Når et Closlog-objekt endrer klasse benyttes Lisp-metoden change-class. 
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Å dele planleggingsprosessen opp i flere nivå er hensiktsmessig. Roboten i 
klosseverdenen lager først en kladd over hva som må gjøres (#blocksworld), kontrollerer 
deretter om dette faktiske er mulig (#blocksworld-verify) før den til sist utfører 
handlingene (#blocksworld-act). 
 
Jeg har vist i kapittel 4.6.1 hvordan operasjonen put-on prøver å stable et fysisk objekt, 
o1, oppå et annet, o2. Operasjonen simulerer at roboten flytter armen over o1, deretter 
griper armen objektet og flytter det oppå o2. 
 
Det er i mange tilfeller unødvendig å simulere at armen faktisk flytter objektet. 
Operasjonen put-on kan være en av mange delmål som planlegges. I første omgang er det 
uvesentlig å finne ut hvilken vei armen skal bevege seg mot målet, ettersom dette i noen 
tilfeller kan vise seg å være en tidkrevende prosess. Det som derimot er viktig, er å finne 
ut hvorvidt objektet kan stables og om de andre delmålene kan nås. 
 
Flyttes definisjonen av put-on over i #blocksworld-verify konseptet, er det mulig å 
definere en ny versjon av put-on i det første konseptet #blocksworld, som ignorerer 
armen fullstendig: 
(-> put-on (?#fysobj-o1 ?#fysobj-o2) 
    (and (obj-on ?o1 ?o2) 
       (not (obj-collision ?o1 ?collisions))) 
    ((supportable ?o2 ?o1) 
     (#fysobj-position-x ?o1 (obj-grasp-x ?o2)) 
     (#fysobj-position-y ?o1 (obj-grasp-y ?o2)) 
     (#fysobj-position-z ?o1)(+ (obj-grasp-z ?o2) 
              (#fysobj-size-z ?o1))) 
Denne definisjonen av put-on flytter o1 direkte oppå o2. Testen i operasjonen sier at det 
er mulig dersom objektet o1 ikke kolliderer (obj-collision) med noen andre objekt etter at 
det er flyttet. Dette eksempelet viser også hvordan et objekts egenskaper kan endres. 
 
I en flytteoperasjon vil roboten først lage en plan med utgangspunkt i det mest generelle 
og aktive konseptet (#blocksworld). Den flytter da objektet rett bort. Dersom det er mulig 
evalueres planen for neste konsept i listen (#blocksworld-verify). Siden det finnes en 
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annen versjon av put-on i dette konseptet, endres planen. Endringen medfører at roboten 
tar hensyn til armen i flytteprosessen. Den lager en detaljert plan for hvordan den skal 
navigere armen. 
4.8 Handlinger 
Ved å benytte kontrollpanelet i klosseverden skal roboten kunne styre armen, plukke opp 
objekter og plassere dem der den har blitt fortalt eller funnet ut selv at de skal plasseres. 
 
Enhver handling som roboten skal utføre, er forankret i en plan. Denne planen er et tre av 
operasjoner der bladnodene er handlingene som skal utføres. I stedet for implementere 
robotens handlinger som en egen modul, utføres de av Closlog ved gjenomgangen av 
planen. 
 
I evalueringen av en plan tilbakeføres tenkte endringer i verden mellom hvert konsept i 
listen. Fakta, som et objekts posisjon, vil derfor alltid gjenspeile den faktiske posisjonen i 
klosseverdenen. Unntaket er det siste og mest spesifikke konseptet i listen (#blocksworld-
act). I behandlingen av dette konseptet tilbakeføres ikke endringer. 
  
Operasjoner i dette konseptet endrer robotens oppfatning av faktiske forhold i 
klosseverdenen, og utgjør derfor et handlingskonsept. Handlingskonseptet #blocksworld-
act er begrenset til å kunne operere kontrollpanelet i verden. Det har operasjoner for å 
kunne skru på eller av kontrollpanelets knapper slik at det styrer armen opp, ned, 
horisontalt, griper eller slipper et objekt. Konsept som inngår tidligere i 
planleggingsprosessen, setter disse operasjonene sammen for slik å kunne la roboten 
utføre en sammensatt handling. 
 
Et eksempel på hvordan en planlagt handling blir utført i praksis er operasjonen arm-
move-down, som senker armen dersom den er over en gitt terskel.  
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Operasjonen er definert i planleggingskonseptet (#blocksworld-verify) ved: 
(-> arm-move-down (?z) 
    (>= ?z (#fysobj-position-z (get arm))) 
    ((#fysobj-position-z (#arm-grasping (get arm)) 
     (+ (or (and (#arm-grasping (get arm)) 
       (#absobj-position-z (#arm-grasping (get arm)))) 
         0) 
         (- ?z (#fysobj-position-z (get arm))))) 
     (#fysobj-position-z (get arm) ?z))) 
I planleggingsstadiet skal roboten forestille seg at den senker armen til en gitt høyde. 
Dersom armen er over terskelen z må den senkes. Hvis armen griper et objekt (#arm-
grasping) senkes dette objektet med utgangspunkt i differansen mellom høyden armen 
faktisk har og hvor den skal plasseres. Til slutt settes posisjonene til armen. Roboten 
forestiller seg nå at armen er senket til ønsket høyde. 
 
Closlog evaluerer alltid testen i en operasjon på ny etter at den har evaluert alle 
underliggende operasjoner, som i dette tilfellet utgjør to endringer av posisjon (#fysobj-
position-z), for å se om målet faktisk er oppnådd. Deretter tilbakeføres endringene. 
Armen og objektet den eventuelt griper settes tilbake til faktisk posisjon i verden. 
 
I en tenkt situasjon kan arm-move-down inngå i en større operasjon der roboten ønsker å 
plassere en kloss b1 på gulvet (#table). Forestiller vi oss at armen er 500 enheter over 
gulvet og griper klossen b1, som er 300 enheter høy, må armen senkes med 200 enheter 
for at klossen skal plasseres på gulvet. Et utdrag av planen vil da være: 
put-on b1 table 
  ... 
    arm-move-down 500 
      set-b1-position-z 0 
      set-arm-position-z 300 
  ... 
Skivemåten set-arm-position-z i planen angir at egenskapen z i position for et fysisk 
objekt med identitet arm settes. Posisjonen til klossen b1 blir satt til 0. Toppen av gulvet 
(table) er også på posisjon 0. Relasjonen obj-on b1 table, som inngår i testen til put-on er 
da sann, slik at også operasjonen put-on blir sann. Roboten har en plan for hvordan 
klossen skal plasseres på gulvet. 
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De tenkte endringene i verden tilbakeføres, og Closlog evaluerer planen for neste 
konsept, som vi kan anta er det siste i listen, altså handlingskonseptet (#blocksworld-act). 
Roboten skal nå utføre flyttingen av armen. Operasjonen arm-move-down er i 
handlingskonseptet definert som: 
(-> arm-move-down (?z) 
    (>= ?z (#fysobj-position-z (get arm))) 
    ((#controls-move-down (get controls) 1) 
     (arm-move-down-wait ?z))) 
Under evalueringen av planen for handlingskonseptet vil Closlog erstatte arm-move-down 
noden med denne nye definisjonen. I stedet for å tenke seg at klossen blir flyttet, sier 
denne operasjonen at nedoverknappen (#controls-move-down) i klosseverdenes 
kontrollpanel skal trykkes ned. Deretter skal operasjonen arm-move-down-wait gjøres 
sann: 
(-> arm-move-down-wait (?z) 
    (and (>= ?z (#fysobj-position-z (get arm))) 
      (not (equal (#controls-move-down (get controls)) 1))) 
    ((arm-move-down-pending ?z) 
     (wait))) 
Operasjonen arm-move-down-wait er sann dersom armen har rett høyde og 
nedoverknappen ikke er på. Siden knappen akkurat er skrudd på i arm-move-down 
mislykkes denne operasjonen umiddelbart og arm-move-down-pending evalueres: 
(-> arm-move-down-pending (?z) 
    (or (not (equal (#controls-move-down (get controls)) 1)) 
      (and (<= ?z (#fysobj-position-z (get arm))) 
              (equal (#controls-move-down (get controls)) 1))) 
    ((#controls-move-down (get controls) 0))) 
Operasjonen arm-move-down-pending skrur av nedoverknappen dersom armen er senket 
til rett høyde. Disse nye operasjonene endrer planen til: 
put-on b1 table 
  ... 
    arm-move-down 500 
      arm-move-down-wait 
        arm-move-down-pending 
        wait  
  ... 
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En evaluering av planen over resulterer i at arm-move-down skrur på nedoverknappen i 
kontrollpanelet. Operasjonen arm-move-down-wait er usann siden knappen er på og 
armen er høyere enn målet. Det faktum at armen er over målet gjør operasjonen arm-
move-down-pending sann, slik at wait evalueres. Systemoperasjonen wait gjør at Closlog 
utsetter behandlingen av planen, dersom operasjonen til foreldrenoden (move-arm-down-
wait) er usann, hvilket den der. 
Når en plan avbrytes, går roboten gjennom faktaendringene som evalueringen så langt har 
ført med seg. Endringer på kontrollpanelet oversettes til en beskjed som sendes til verden. 
I dette eksempelet er nedoverknappen skrudd på, noe som resulterer i beskjeden: 
beskjed (move-down) fra robot til verden 
Klosseverden mottar denne beskjeden. Dersom det er fysisk mulig, flyttes armen og 
klossen den griper nedover (20 enheter). Disse endringene blir deretter kringkastet tilbake 
til roboten: 
beskjed (move arm 100 100 480) fra verden til alle 
beskjed (move b1 50 50 280) fra verden til alle 
Roboten tolker disse beskjedene og oversetter dem slik at Closlog kan oppdateres med 
faktiske forhold om verden: 
(#fysobj-position arm 480) 
(#fysobj-position b1 280) 
Etter at alle mottatte beskjeder er behandlet, fortsetter roboten med å la Closlog evaluere 
planen. Som ved forrige evaluering avbrytes denne, ettersom armen ikke har nådd målet. 
Nedoverknappen i kontrollpanelet til klosseverdenen er fremdeles trykket ned slik at 
simuleringen av verden forsetter å flytte armen nedover og kringkaste dette til roboten. 
 
Omsider kan armen nå ønsket høyde. Operasjonen arm-move-down-pending blir da 
usann, og nedoverknappen blir skrudd av. De overliggende operasjonene (arm-move-
down-wait og arm-move-down) blir sanne og Closlog kan forsette evalueringen av 
planen. 
 
Eksempelet med å flytte armen nedover viser hvordan en enkel operasjon move-arm-
down i et overliggende konsept ekspanderes til en rekke nye operasjoner i et 
   
 54
underliggende konsept. Det viser også hvordan roboten i planleggingsprosessen 
forestiller seg at den flytter armen og klossen. For å utføre de tenkte handlingene må de 
oversettes til en serie av tastetrykk på klosseverdenens kontrollpanel. En strøm av 
beskjeder fra klosseverdenen om faktiske endringer bestemmer tidspunktet for disse 
tastetrykkene. 
 
Handlingskonseptet (#blocksworld-act) er definert for roboten slik at den kun har 
kunnskap om hvordan den kan operere armen. Det finnes ingen relasjoner i dette 
konseptet som for eksempel kan si om armen da er oppå et annet fysisk objekt. 
Handlingskonseptet representerer slik de grunnleggende fakta om hva som kan utføres i 
verdenen. Det er de overliggende konseptenes rolle å utvide robotens oppfattelse av 
klosseverdenen. 
4.9 Hendelser 
I utførelsen av en plan får roboten en tilbakemelding underveis hvorvidt alt går som 
planlagt. Eksempelet med å flytte armen nedover illustrerer dette ved at Closlog mottar 
en ventemelding helt til armen har nådd ønsket høyde.  
 
Dersom armen av en uforutsett årsak skulle stoppe opp før målet er nådd, vil 
venteoperasjonen aldri avsluttes. Roboten venter på at armen skal flyttes lenger ned, men 
det er ikke fysisk mulig fordi den for eksempel har støtt på et annet fysisk objekt. 
Roboten trenger et system for å fange opp hendelser i klosseverden. 
4.9.1 Definisjon 
I Closlog kan det defineres hendelsesfunksjoner: 
(~> arm-moved-down (?#arm-position-z-arm) 
    (and ?value ?old (< ?value ?old)) 
    (#arm-moved-down ?arm 1)) 
Hendelsesfunksjonen kjennetegnes med prefikset ~>. Funksjonen arm-moved-down 
kalles når z-posisjonen til armen endres. Den består av en test som kontrollerer om den 
nye verdien (value) er mindre enn den forrige verdien (old). Er den mindre settes 
egenskapen down i arm-moved til 1, et tegn på at armen har beveget seg nedover. 
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Hendelsesfunksjoner er mulig i Closlog siden endringer logges. Før roboten evaluerer 
deler av planen i sitt tidskall, ber den Closlog om å gå gjennom alle endringer siden sist 
evaluering og kalle tilhørende hendelsesfunksjoner for endringene. 
4.9.2 Tilstandsvariabler 
Egenskapen down til arm-moved er definert som en dynamisk tilstand (#dynstate): 
(#moved) 
(#moved-down #dynstate) 
(#arm-moved #moved) 
En tilstandsvariabel (#state) er et heltall større eller lik 0. Closlog har, i likhet med 
roboten og de andre agentene i klosseverden, en tidsforståelse. Hvert kall til en 
tidsfunksjon i Closlog indikerer at tiden har gått et steg fremover. I dette tidskallet 
oppdaterer Closlog tilstands variablene. Har tilstandsvariabelen verdien 0 vil den settes til 
en tom verdi (nil). En dynamisk tilstandsvariabel (#dynstate) reduseres alltid med 1 i 
hvert tidskall. 
4.9.3 Tidsforståelse 
Bruk av dynamiske tilstandsvariabler i hendelsesfunksjoner gjør at det kan uttrykkes hva 
som foregår og hva som akkurat har skjedd. Hendelsesfunksjonen setter arm-moved-
down til 1, et tegn på at armen har beveget seg. Dersom armen stopper vil ikke arm-
moved-down oppdatere tilstandsvariabelen og den reduseres til 0. Verdien 0 symboliserer 
da at armen akkurat har stoppet opp. I neste tidskall tømmes verdien til 
tilstandsvariabelen. Roboten vet ikke lenger hvorvidt armen har beveget seg eller ikke. 
 
Operasjonen arm-move-down-pending, som venter inntil armen er senket til rett høyde, 
kan benytte informasjonen som den dynamisk tilstandsvariabelen arm-moved-down gir, 
til å avbryter utførelsen av planen dersom armen uventet stopper opp: 
(-> arm-move-down-pending (?z) 
    (or (not (equal (#controls-move-down (get controls)) 1)) 
             (and (equal (#controls-move-down (get controls)) 1) 
              (#arm-moved-down (get arm)) 
                (<= ?z (#fysobj-position-z (get arm))))) 
    ((#controls-move-down (get controls) 0))) 
   
 56
Informasjonen om at armen senker seg kan også benyttes til å fjerne testen om hvorvidt 
armen har nådd rett høyde i operasjonen arm-move-down. 
 
Hendelsesfunksjonene evalueres uavhengig av hvem som endrer underliggende data. 
Beveger brukeren armen nedover, aktiveres også hendelsesfunksjonen arm-moved-down. 
 
Dersom roboten har en variabel (#robot-active) som sier om den selv er aktiv, kan den 
ved bruk av hendelsesfunksjoner avgjøre hvem som styrer armen i verden. Er det 
brukeren av klienten kan roboten for eksempel sette en annen dynamisk tilstandsvariabel 
#human-active) til 100. I de 100 neste tidskallene (omtrent 10 sekunder) vil da roboten ha 
kunnskap om at brukeren har vært aktiv. Tilstandsvariabler benyttet på denne måten er 
med på å gi roboten et enkelt tidsbegrep. 
4.10 Kommandoer 
Closlog har ingen modul for å analysere naturlig språk. Kommandoer fra bruker 
oversettes ved hjelp av mønstergjenkjenning til spørsmål eller problem som skal løses. 
Definisjonen av en kommandooversetter gjenkjennes ved prefikset <->. I 
mønstergjenkjenningen benyttes samme variabelsyntaks som for andre definisjoner. 
(<-> (?#fysobj-o is on?) 
     (?o is on ?on) 
     (obj-on ?o ?on))  
Eksempelet over er en kommandooversetter for spørsmålet om hva som er stablet oppå et 
fysisk objekt. Den andre linjen utgjør svaret som skal sendes tilbake til brukeren. Resten 
av definisjonen består av en linje som skal evalueres av Closlog før svaret kan sendes. 
Flere linjer kan oppgis. 
 
Sender brukeren spørsmålet b2 is on? til roboten mottas dette av roboten som beskjeden: 
beskjed (b2 is on?) fra bruker til robot 
Spørsmålet stemmer overens med eksempelet dersom det finnes et fysisk objekt med 
identiteten b2. Closlog evaluerer relasjonen obj-on og binder resultatet til variabelen on. 
Et svar kan da sendes til brukeren: 
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beskjed (b2 is on b1) fra robot til bruker 
Dette eksempelet er et spørsmål til roboten siden det inneholder en relasjon. Inneholder 
kommandooversetter en operasjon, tolkes dette av Closlog som at det er en handling som 
skal planlegges og deretter utføres. 
4.11 Meta-objekt protokoll 
For å realisere Closlog har det vært nødvendig å tilpasse CLOS. Dette er gjort ved å 
utvide Common Lisp sin Meta-Object Protocol (MOP) som definerer oppbygningen av 
CLOS. 22 Hvordan jeg har utvidet MOP er for omfattende til å beskrive detaljert i denne 
oppgaven, men de viktigste årsakene for utvidelsen er: 
• Closlog benytter heltall (fixnum) for både tall og tilstandsvariabler. For å kunne 
skille disse typene fra hverandre benyttes det for klassedefinisjoner en egen meta-
klasse (closlog-meta-class) som har en egenskap som angir type (closlog-slot-
type) for hver egenskap som opprettes. 
• Metoder til closlog-meta-class sikrer at alle endringer i tilstandsvariabler 
loggføres slik at de ikke blir redusert ved neste tidskall. 
• I CLOS tilhører hver generiske metode (defmethod) en overordnet generisk 
funksjon (defgeneric). Alle relasjoner, operasjoner og hendelsesfunksjoner blir 
kompilert til generiske metoder. For å kunne skille de ulike typene fra hverandre 
benyttes ulike meta-klasser for de overordnet generiske funksjonene. 
• Bruk av meta-klasser til de generiske funksjonene gjør også at det kan 
kontrolleres hvilke metoder som kalles. I et relasjonskall skal for eksempel kun 
den mest spesifikke metoden kalles, mens i evalueringen av hendelsesfunksjoner 
skal alle metodene som er definert for en gitt hendelse kalles. 
• I CLOS er det i utgangspunktet ikke mulig å definere flere metoder med likt navn 
og argument. I Closlog behøves dette siden det må være mulig å ha to eller flere 
hendelsesfunksjoner som kalles ved samme hendelse. En egen meta-klasse for den 
                                                 
22 For dokumentasjon av MOP se: http://www.gnu.org/software/clisp/impnotes/mop-chap.html 
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generiske metoden utvider CLOS til å kunne behandle en liste av funksjoner 
(defun) til hver metode. 
4.12 Oppsummering 
Jeg har i dette kapittelet forklart hvordan Closlog sitt språk er bygd opp. Gjennom 
eksempler har jeg vist hvordan Closlog sin kunnskapsrepresentasjon blir brukt av roboten 
for å kunne dedusere seg frem til faktiske forhold i verden. Videre har jeg vist hvordan 
roboten kan benytte operasjons- og konseptdefinisjoner for å planlegge og utføre 
handlinger. Ved å benytte hendelsesfunksjoner får roboten en tilbakemelding på 
handlingene den utfører. 
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5 Planlegging og problemløsning 
I klosseverden er det ikke noe klart skille mellom problemløsning og planlegging. 
Dersom roboten skal være i stand til å løse enkle problem, som å flytte armen slik at den 
kan gripe en kloss, må den ha en plan for hvordan dette kan gjøres. Det er mulig å tenke 
seg en situasjon der den ikke planlegger før den handler. Den må da prøve og feile helt til 
den klarer det. For at en slik prosess skal ha noen verdi, må den lære noe av det, slik at 
den ikke opptrer like ineffektivt neste gang. En slik læringsprosess tvinger frem at 
roboten planlegger i forkant av handlinger. Planleggingssystemet er derfor et av de 
viktigste verktøyene roboten har stilt ovenfor ulike problem. 
5.1 Finne en vei 
Jeg har tidligere pekt på at klosseverden setter robotens mulighet til å ta rasjonelle valg på 
en større prøve enn det som ville vært tilfelle i SHRDLUs verden. Kravet om at det skal 
være en kontinuerlig simuleringen av verden, ikke stegvis slik som i SHRDLU, gjør at 
roboten må være bevisst på hvor den flytter armen. Den må beveges slik at den ikke 
kolliderer med andre fysiske objekter. Dette kan høres ut som en lett oppgave, men det 
viser seg ofte at selv enkle problem kan gi et stort søkerom med mange muligheter. 
 
 
Figur 5-1, Labyrintverden. 
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Figur 5-1 illustrerer en labyrintverden der veggene 1, 2, 3 og 4 er så høye at det ikke er 
mulig å bevege armen over dem. For å flytte pyramiden (p) fra start (s) til mål (m), må 
roboten bevege armen langs med og rundt veggene. 
 
En måte å illustrere dette problemet på er å tenke seg at roboten står inni armen og kan se 
ut i de ulike retningene. Den må velge en retning og håpe målet kan nås ved å bevege seg 
i den retningen. Viser det seg å være gal vei må den gå tilbake og prøve igjen. Den 
mangler det overblikket av situasjonen som vi mennesker har. Roboten skaper seg et 
overblikk ved å prøve og feile. Er kravet at den skal finne den raskeste veien, må den 
undersøke alle mulige veier. Selv om den finner en vei til målet, må den gå tilbake til 
start og forsøke på ny. Det kan hende at det finnes en raskere vei. For hver vei den 
forsøker, må den huske veien tilbake. Den må også huske alle plassene den har vært. 
 
Denne problemstillingen viser at selv i en enkel liten verden bestående av ulike klosser, 
kan søkerommet bli så stort at det vil være umulig å blindt undersøke alle muligheter. Det 
belyser et av de grunnleggende problemene innen kunstlig intelligens: optimalisering og 
søkestrategi. 
5.1.1 Søkeoptimalisering 
Roboten må ha en søkealgoritme for hvordan den skal finne en vei der kollisjoner unngås. 
Denne algoritmen må avgrense søkerommet mest mulig slik at er færrest mulige ulik 
ruter undersøkes. 
 
I de fleste bevegelser er det ingen kollisjoner, slik at armen kan flyttes direkte mot målet. 
Er det kollisjoner kan armen som regel flyttes over objektene som den kolliderer med. 
Når roboten planlegger hvordan den skal bevege armen, benyttes operasjonen arm-at som 
følger algoritmen: 
1. Finn fysiske objekter som armen vil kollidere med dersom den flyttes til x, y, z.23 
2. Flytt armen oppover slik at den er: 
                                                 
23 Kollisjoner finnes ved å opprette et abstrakt rom fra armens nåværende posisjon til ønsket mål. I det abstrakte 
rommet undersøkes det hvilke fysiske objekter som er helt eller delvis innesluttet. Dersom armen griper et objekt, tar 
algoritmen hensyn til det i beregningen av kolliderende objekter og vertikal forflytning. 
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• Over z dersom det ikke er noen kollisjon. 
• Over toppen til det høyeste objektet som det kollideres med, forutsatt at det er 
plass mellom dette og taket. 
• Over bunnen til det høyeste objektet som det kollideres med, forutsatt at det er 
plass mellom dette og taket. 
3. Flytt armen horisontalt til x, y. 
4. Senk armen til z dersom nødvendig. 
 
Fra algoritmen ser vi at dersom taket i verden ikke er høyt nok, finnes det ikke lenger en 
opplagt rute over objektene. Strategien er da å flytte armen så høyt at sjansen for å 
kollidere med andre objekter er minst mulig. Dette er fornuftig siden det kun er 
unntaksvis at et større objekt er stablet oppå et mindre. 
 
Etter at armen er hevet til ønsket høyde, skal den beveges horisontalt mot målet. Er det da 
kollisjoner innenfor det kvadratiske rommet som blir avgrenset av armens plassering og 
det ønskede målpunktet, må ulike veier undersøkes. Den mest opplagte ruten kan være å 
bevege seg rundt en av de kolliderende objektene, men den kan også være å først bevege 
seg i motsatt retning av målet for deretter å runde en vegg som står i veien. 
 
Closlogs uttrykksmuligheter med bruk av relasjoner og logiske variabler gjør roboten i 
stand til å kunne dedusere seg frem til hvilke objekter som kan nås fra nåværende 
posisjon. 
(<-obj-reachable-north-east-of (?#fysobj-o1 ?#fysobj-o2) 
    (and (not (equal ?o1 ?o2))        
      (obj-north-east-of ?o1 ?o2)      
      (obj-north-east-of ?o1 ?z)      
      (not (obj-covered-south ?o2 ?z)))) 
Et objekt er nordøst for et annet (o1) dersom det er foran eller øst for o1 i nordlig retning. 
Relasjonen obj-reachable-north-east-of uttrykker at objektet o2 kan nås ved å bevege seg 
østover dersom det er nordøst for o1, og det ikke finnes noen mellomliggende objekter z, 
som er sør for o2 og nordøst for o1. 
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Tilsvarende relasjoner kan defineres for andre retninger. Totalt er det åtte ulike sektorer 
som uttrykke hvilke objekter som kan nås basert på de fire ulike himmelretningene. For 
eksempel er østnorlig sektor definert ved alle objekter som er foran eller nord for et annet 
objekt i østlig retning. Figur 5-2 illustrerer forskjellen mellom de ulike sektorene. 
Nordøstlig sektor er markert med svarte linjer, og østnorlig sektor er markert med hvite 
linjer.  
 
 
 
Figur 5-2, Sektorer og mulige veier. 
 
Dersom vi tenker oss at roboten sitter inni armen og ser utover, vil relasjonene for hvilke 
objekter som kan nås utgjøre de objektene som roboten faktisk kan se. Strategien for å 
finne en vei til målet er å bevege seg bort til hvert av hjørnene til disse objektene for å se 
om målet er synlig derifra. Er det ikke synlig snur roboten seg 90 grader for å gå rundt 
hjørnene til objektene som da kan nås. 
 
Figur 5-2 illustrerer denne strategien for labyrintverden. Fra startpunktet antar vi at 
roboten har valgt å gå i østlig retning for deretter å snu seg mot nord. I nordøstlig sektor 
kan veggene 1 og 2 nås av de totalt 4 veggene som er innesluttet i sektoren. Roboten 
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prøver da å flytte armen til det østlige hjørnet av vegg 1 eller 2, for deretter å bevege den 
i nordlig retning. Denne østlige bevegelsen er markert med svarte piler på figuren, og blir 
utført av roboten med operasjonen arm-avoid-collision-east-north: 
(-> arm-avoid-collision-east-north (?obj ?x ?y ?z) 
    ((?east (- (obj-east ?obj) (arm-grasped-east (get arm)))) 
     (?cost (abs (- (#fysobj-position-y (get arm)) (- ?east 20)))) 
     (or (and (>= (#fysobj-position-y (get arm)) (- ?east 20))  
              (<= (#fysobj-position-y (get arm)) (+ ?east 20))) 
      (not (arm-collisions ?x ?y ?z)))) 
    ((arm-move-horizontal (#fysobj-position-x (get arm)) (- ?east 20)) 
     (arm-avoid-collision-north ?x ?y ?z))) 
Dersom armen ikke er ved det østlige hjørnet av obj, og det ikke finnes noen kollisjoner 
fra armens nåværende posisjon til angitt mål x, y, z, flyttes armen østover ved hjelp av 
operasjonen arm-move-horizontal. Deretter prøver den å unngå kollisjoner i nordlig 
retning ved å utføre operasjonen arm-avoid-collision-north:24 
(-> arm-avoid-collision-north (?x ?y ?z) 
    ((?grasping (#arm-grasping (get arm))) 
     (not (arm-collisions ?x ?y ?z))) 
    (or 
      (expand (arm-avoid-collision-north-west  
                (obj-reachable-west-north-of ?grasping ?obj) ?x ?y ?z)) 
      (expand (arm-avoid-collision-north-east  
                (obj-reachable-east-north-of ?grasping ?obj) ?x ?y ?z)))) 
Operasjonen arm-avoid-collision-north ser om det er mulig å gå nordover for deretter 
enten å gå vestover eller østover.  
 
Hvis vi antar at armen ble flyttet til det østlige hjørnet av vegg 2, kan vegg 2 også nås i 
vestnordlig sektor, slik at armen kan flyttes nordover til det nordøstlige hjørnet av vegg 2. 
Dette utføres av arm-avoid-collision-north-west, som igjen forsøker å nå målet ved å 
bevege armen vestover. Armen flyttes til det vestlige hjørnet av vegg 3. Fra dette hjørnet 
kan armen flyttes nordover til det nordvestlige hjørnet av samme vegg. Målet kan derfra 
nås direkte. Denne veien er illustrert med grå piler på figuren. 
 
                                                 
24 Systemfunksjonen expand angir at arm-avoid-collision-north-west og arm-avoid-collision-north-east skal utføres for 
alle objektene i listen til det første argumentet (grasping). 
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Denne algoritmen for operasjonene som flytter armen rundt klosser har totalt åtte 
sammensatte bevegelser: 
• Nordover og deretter øst eller vest. 
• Sørover og deretter øst eller vest. 
• Vestover og deretter nord eller sør. 
• Østover og deretter nord eller sør. 
Bevegelsen er sammensatt siden det i operasjonene ligger en føring på hvilke veier som 
skal forsøkes i neste operasjon. Til hvert av de ulike bevegelsene finnes det en egen 
sektor med et sett av objekter som kan nås. Denne inndelingen sikrer at alle mulige 
hjørner undersøkes. 
 
En inndeling med fire ikke-sammensatte bevegelser vil også undersøke alle hjørner og 
finne en vei til mål. Underveis vil derimot flere blindveier kontrolleres. Bruk av 
sammensatte bevegelser leder armen raskere mot mål. Sannsynligheten for at et hjørne 
blir testet flere ganger reduseres. Sannsynligheten for at roboten finner raskere veien til 
målet øker. 
5.1.2 Søkestrategi 
I labyrintverden er det mange ulike veier til målet. De hvite pilene på Figur 5-2 illustrerer 
noen av de andre hjørnene som kan bli undersøkt. Søket startes med operasjonen arm-
avoid-collision. Den prøver ut alle de åtte sammensatte bevegelsene, som i sin tur er med 
på å ekspandere søket til et nettverk av mulige stier. Selv om søket blir kraftig avgrenset 
av hvilke hjørner som testes, er det flere fallgruver som kan hindre roboten i å finne frem. 
For å unngå disse fallgruvene må den ha en søkestrategi som forteller den hvilken sti den 
skal følge og hvor lenge den skal gå på den stien før den avbryter. 
 
En vanlig søkestategi er et dybde-først søk. Ved flytting av armen tilsvarer dette å følge 
stien helt til den når mål eller den terminerer. I de fleste klosseverdener vil dette være en 
akseptabel løsning. I labyrintverdenen kan derimot et dybde-først søk være katastrofalt. 
Rekkefølgen for hvilke hjørner som testes kan være slik at armen blir gående i sirkel 
rundt vegg 1. Søket vil da verken terminere eller nå målet. Denne situasjonen kan unngås 
dersom det i søket testet for om roboten besøker samme plass to ganger. 
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En annen kjent strategi er et bredde-først søk. Da undersøkes hver mulige sti et nytt steg 
om gangen. Dersom det finnes en vei til mål, vil søket garantert finne den, men søket kan 
komme til å undersøke mange unødvendige stier underveis. 
 
Closlog støtter begge disse søkestrategiene i planleggingsfasen. Hvilke type søkestrategi 
som benyttes angis i operasjonsdefinisjonen: 
or-depth - dybde-først søk 
or-depth-best - dybde-først søk der alle løsninger finnes og den beste benyttes 
or-breadth / or - bredde-først søk 
or-breadth-new  - nytt bredde-først søk som utelukker andre aktive søk (og noder) 
 
En differensiering av søkestrategier er mulig siden Closlog logger endringer som utføres.  
I et dybde-først søk må endringer spoles tilbake før en ny node kan testes. I et bredde-
først søk må det ved hver node være en oversikt over endringene. Denne oversikten er 
nødvendig når søket skal gå et skritt videre, siden verden da skal fremstå slik den var sist 
gang noden ble behandlet. I Closlog gjøres dette ved å lagre en kopi av differansen 
mellom endringene ved startnoden og en behandlet node. Neste gang noden da skal 
behandles, kan endringen spoles fremover på bakgrunn av denne endringsdifferansen. 
 
Closlog støtter også en kombinasjon av de to ulike søkestrategiene dersom det oppgis en 
kostnad og eventuelt et tilhørende estimat over hvor langt det er igjen til mål. Dette 
oppgis i operasjonsdefinisjonen. I definisjonen av arm-avoid-collision-east-north ble 
kostnadsvariabelen25 oppgitt som: 
(?cost (abs (- (#fysobj-position-y (get arm)) (- ?east 20)))) 
Kostnaden ved å utføre operasjonen er lik lengden som armen flyttes østover. 
Dersom operasjonene har en kostnad forbundet med seg, rangerer Closlog nodene slik at 
den neste som testes alltid er den med lavest kostnad. Er det oppgitt et estimat over videre 
kostnad for å komme i mål, benyttes dette også i rangeringen av nodene. Søkestrategien 
som da benyttes, er svært lik A* algoritmen. Unntaket er at Closlog benytter den første 
                                                 
25 Closlog oversetter kostnadsvariabelen til en kostnadsfunksjon (Lisp-metode), som igjen kobles opp mot tilhørende 
operasjonen ved å benytte meta-klasse objektet for operasjoner. 
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løsningen den finner. I steget der en løsning finnes, kan det være en differanse mellom 
estimert og faktisk kostnad. Dersom det er en differanse må andre noder testes inntil den 
estimerte kostnaden er større enn den reelle kostnaden som er funnet (Norvig 1992, 
Winston 1984). 
 
Closlog beregner ingen differanse mellom estimert og reell kostnad. Løsningen som 
finnes er derfor ikke garantert å være den mest optimale. Det er heller ingen kontroll på 
hvorvidt en node har vært besøkt tidligere. En slik test kan lages, men er mer komplisert 
enn vanlig siden nodene består av funksjonskall. Et alternativ kan være å kontrollere om 
endringene ved en node er lik endringene ved en annen. 
 
Roboten benytter ingen estimatfunksjon når den søker seg frem til hvordan den skal 
bevege armen rundt objekter som står i veien. En kostnadsfunksjon angir kostnad med å 
flytte armen i de ulike retningene. Søket blir slik en blanding av et bredde- og dybde-først 
søk. Det neste hjørnet som undersøkes er det som til nå er på den korteste stien av mulige 
ruter. 
5.2 Flere mål på en gang 
Hvordan et planleggingssystem skal løse to eller flere problem er en utfordring det ikke 
finnes noe fasitsvar på. En vanlig løsning er å innføre meta-regler. Det er regler som 
forteller planleggingssystemet hva det skal gjøre dersom det oppstår konflikter underveis 
i planleggingen (Wilensky 1983). 
 
En konflikt oppstår i klosseverden dersom det tillates at flere operasjoner skal kunne 
planlegges under ett. Et eksempel er å finne ut hvordan fire klosser skal stables slik at A 
er oppå B og at C er oppå D. Hvordan dette skal løses er avhengig av startposisjonen til 
klossene og hvilke valg som tas underveis. En strategi som blant annet blir benyttet av 
General Problem Solver, er å prøve begge kombinasjoner av delproblemene (Norvig 
1992): 
• A oppå B og C oppå D 
• C oppå D og A oppå B 
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Etter at de ulike kombinasjonene er testet, kan en enkel meta-regel være å velge den 
rekkefølgen som løser flest av problemene. Mer avanserte meta-regler kan rangere de 
ulike problemene og velge den løsningen som får best uttelling. 
 
Figur 5-3, Sussman Anomaly. 
 
I klosseverden trengs det kun tre klosser for at strategien med å forsøke alle mulige 
rekkefølger til delmålene ikke lykkes. Denne problemstillingen er kjent som Sussman 
Anomaly og illustrert på Figur 5-3 (Norvig 1992). 
 
Fra en startsituasjon med tre klosser der A og B er på gulvet og C er oppå A , er målet å 
lage et tårn, der: A skal være oppå B og B skal være oppå C. 
 
Det er to måter å kombinere disse to målene på: 
1. Flytt A oppå B, deretter B oppå C. 
2. Flytt B oppå C, deretter A oppå B. 
 
 
Figur 5-4, Sussman Anomaly etter første delmål. 
Figur 5-4 illustrerer situasjonen etter at første delmål er nådd i de to kombinasjonene. 
Fra figuren ser vi at det er ingen måte å løse det andre delmålet på uten å ødelegge det 
som allerede er løst. Det er en kobling mellom de to ulike delmålene. I løsningen av det 
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ene må det tas hensyn til hva som skal oppnås i det andre. 
 
I Closlog finnes det ingen automatisk måte å løse to eller flere problem på. Dette er fordi 
det kan gjøres ved å definere en ny operasjon. Dersom problemene er like kan bruk av 
eller-operasjon benyttes for å teste de ulike kombinasjonene av problemene. Meta-regler 
kan da inngå som en del av testen til operasjonene som defineres. 
 
Operasjonen put-on-2 med tilhørende hjelpeoperasjon put-on-seq utfører to put-on 
operasjoner, der begge måtene å kombinere rekkefølgen på forsøkes: 
(-> put-on-2 (?#fysobj-a ?#fysobj-b ?#fysobj-c ?#fysobj-d) 
    (and (obj-support-safely ?b ?a) 
         (obj-support-safely ?d ?c)) 
    (or-depth 
      (put-on-2-seq ?a ?b ?c ?d) 
      (put-on-2-seq ?c ?d ?a ?b))) 
 
(-> put-on-2-seq (?#fysobj-a ?#fysobj-b ?#fysobj-c ?#fysobj-d) 
    (and (obj-support-safely ?b ?a) 
         (obj-support-safely ?d ?c)) 
    ((put-on ?a ?b) 
     (put-on ?c ?d))) 
I put-on-2 benyttes et dypde-først søk, siden det er mindre ressurskrevende. 
 
Siden Closlog mangler en systematisk algoritme for å løse to eller flere problem, tvinges 
roboten til å opprette mange små algoritmer i form av operasjoner. Operasjonen put-on-2 
er robotens algoritme for å utføre to put-on operasjoner etter hverandre. Dersom put-on-2 
mislykkes, kan forutsetningene som må til for å løse oppgaven legges til som nye 
underoperasjoner. 
 
Ved løsing av Sussman Anomaly er det en likhet i argumentene som gjør at det er tre 
ulike objekter som inngår i to put-on operasjoner. Forutsetningen for at begge put-on 
operasjonene skal lykkes, er at objektene i det delproblemet som løses først ikke ligger 
over objektene i delproblemet som skal løses til slutt.  
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Dette kan uttrykkes ved relasjonen: 
(-> put-on-2-three (?#fysobj-a ?#fysobj-b ?#fysobj-c ?#fysobj-d) 
    (or (and (not (equal ?a ?d)) null) 
        (and (obj-support-safely ?b ?a) 
             (obj-support-safely ?a ?c))) 
    ((not-below ?c ?b ?a) 
     (put-on ?a ?b) 
     (put-on ?c ?a))) 
Operasjonen not-below flytter b bort fra c dersom den ligger over. Ved å la put-on-2-
three inngå i put-on-2 er roboten i stand til å løse Sussman Anomaly. Denne strategien 
for å løse to eller flere problem utgjør en form for mønstergjenkjenning. I operasjonen 
put-on-2-three gjenkjennes problemet ved at a og d er samme objekt. 
5.3 Automatiserte prosesser 
Vi mennesker benytter oss av mentale modeller for forestillinger og antagelser om hva 
som vil skje. Vår adferd styres i mange sammenhenger ut fra antagelser i disse mentale 
modellene, og ikke av fakta. Samlingen av modeller skaper et mentalt kart som gjør at vi 
kan fungere i hverdagen uten å måtte resonnere oss frem til hvordan vi skal handle i 
enhver situasjon (Passer & Smith 2001). 
 
I høst ble låsen til døren i oppgangen der jeg bor snudd opp ned. Uvitende om dette klarte 
jeg ikke å låse opp ytterdøren i første forsøk. Min automatisert prosess feilet. Jeg måtte 
stoppe opp, få et overblikk over situasjonen og deretter starte feilsøkingen. Etter å ha 
forkastet teorien om at låsen var byttet fant jeg ved prøving og feiling ut at låsen var 
snudd opp ned. Vel vitende om dette prøvde jeg likevel de neste påfølgende dagene å låse 
den opp slik jeg alltid hadde gjort. For hver gang det ikke gikk ble jeg påminnet om at 
låsen var snudd. Låsen er fremdeles snudd, men nå tenker jeg ikke lenger over det. At 
nøkkelen må settes inn opp ned og vris andre veien, er blitt en ny automatisert prosess. 
 
Robotens mentale modeller er klassehierarkier med tilhørende egenskaper og relasjoner. 
Operasjonsdefinisjoner danner robotens mentale kart. Ulike konsept avgrenser de mentale 
modellene og kartet til en bestemt situasjon. Planleggingssystemet bruker modellene og 
kartet som gjelder innenfor et konsept, til å finne en mulig løsningen på et problem. 
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Planleggingen er deterministisk. Roboten vil ha tilsvarende handlingsmønster på et senere 
tidspunkt dersom situasjonen og det ønskede målet er likt. Handlinger roboten utfører er 
derfor i stor grad automatiserte prosesser. Dersom det inngår eller-operasjoner i 
handlingene, må roboten prøve ut ulike alternativer. Valg av handlinger er ikke lenger så 
automatiserte, men de følger likevel et fast mønster. Roboten må resonnere mer før den 
finner svaret.  
 
Problemløsningen som inngår i planleggingsprosessen består primært i å gjenkjenne 
problemet for deretter å benytte informasjonen som operasjonene gir til å finne en 
løsning. Denne problemløsningen representerer i stor grad det vi mennesker gjør uten å 
tenke oss om. Når jeg skal låse opp ytterdøren, henter jeg fram min automatiserte prosess 
for å gjøre dette. Roboten henter frem sin når den skal legge en kloss oppå en annen. Jeg 
måtte endre min automatiserte prosess når låsen var blitt snudd. På samme måte må 
roboten endre sin automatiserte prosess dersom den feiler i utførelsen av en oppgave. 
5.4 Planlegging og forståelse 
Dersom utførelsen av en plan feiler, er den ikke god nok og må endres. Planen kan for 
eksempel feile dersom betingelsene som ligger til grunn for den er blitt endret, eller 
mangel på informasjon gjør at feil valg tas underveis. For å kunne forbedre planen er det 
ikke nok å vite at den ikke kan gjennomføres i praksis. Det må være en forståelse for 
hvorfor den ikke kan gjennomføres (Wilensky 1983). Closlog gir roboten et grunnlag for 
å kunne forstå hva som må endres både under planleggingsfasen og i selve utførelsen. 
 
Planen som Closlog lager er et tre der nodene er operasjoner. Hver node i treet utgjør et 
delmål som må utføres dersom hovedmålet skal nås. Etter at alle barnnodene til en node 
er behandlet, vil en ny evaluering av noden avgjøre om er delmålet nådd. Dersom det er 
oppnådd, vil nodens sannhetsverdi være grunnlag for en test av et nytt delmål som ligger 
et nivå nærmere roten i treet. Sannhetsverdiene forplantes oppover til foreldrenodene helt 
til roten nås. 
 
Når et mål ikke kan nås, vil det være en eller flere operasjoner i treet som er usanne. 
Dersom en operasjon feiler, vil dens foreldrenode angi hva som ønskes oppnådd. Roboten 
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får en forståelse for hvor i planleggingsfasen det går galt. Foreldrenoden kan ha oversett 
en betingelse eller valgt en gal handling. Endres listen over operasjoner som 
foreldrenoden foreslår, kan roboten ha større sjanse for å lykkes neste gang. Siden den 
har identifisert hvor det går galt kan dette delmålet testes isolert. Hvis for eksempel 
roboten feiler når den skal stable klosser fordi armen ikke vil feste seg til klossen, kan 
den først trene seg opp i å gripe klosser. 
 
Inndelingen av planleggingsfasen ved bruk av konseptlister gjør at roboten ikke bare kan 
identifisere hvor i planen det går galt, men også i hvilken situasjon. Planen lages for 
første konsept i listen. Dette konseptet legger en ramme for robotens muligheter og 
handlinger i en bestemt situasjon. Ved behandling av de påfølgende konseptene i listen 
blir planen endret, slik at den blir mer oversiktlig og detaljert. Går noe galt under denne 
utvidelsen av planen, kan roboten identifisere årsaken ved å studere endringene i planen 
som var en følge av at den ble behandlet i et mer spesifikt konsept. 
 
Jeg har tidligere nevnt at bruk av handlingskonsept gjør at robotens utførelse av en plan 
kan sees på som det siste steget i planleggingsprosessen. Dette medfører også at enhver 
adferd til roboten er forankret i en plan. Dersom en handling ikke kan utføres, har roboten 
derfor de samme mulighetene til å identifisere årsakene til det som den har i resten av 
planleggingsprosessen. 
 
Hendelsessystemet i Closlog gir roboten kontinuerlige tilbakemeldinger på hvilke 
endringer som skjer i verden. Hendelsesfunksjoner bundet til bestemte endringer gir 
roboten en forståelse av hva disse endringene innebærer. Jeg har vist hvordan 
hendelsesfunksjonen arm-moved-down forteller roboten at armen har beveget seg 
nedover. Sammen med operasjonene for å bevege armen nedover uttrykkes en årsak-
virkning sammenheng: armen beveger seg nedover fordi nedoverknappen i 
kontrollpanelet er trykket ned. 
 
Roboten kan øke sin forståelse av hvorfor noe går galt dersom det i Closlog kan defineres 
hendelsesfunksjoner på bakgrunn av endringer i relasjoner. En hendelsesfunksjon for 
relasjonen obj-on vil aktiveres dersom et fysisk objekt blir stablet oppå et annet. Roboten 
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ville da erfart at når armen beveges nedover og stopper uventet opp, er det 
sammenfallende med hendelsen om at armen ligger oppå et objekt. Den kunne da ha 
utvidet sin årsaks-virkning forståelse: armen beveger seg nedover fordi nedoverknappen i 
kontrollpanelet er trykket ned og den ikke ligger oppå et annet objekt. 
5.5 Planlegging og utførelse 
Ved planleggingen av en oppgave er et av de viktigste kriteriene for at roboten skal 
lykkes at dens forestillinger om hva som endres i verden stemmer overens med det som 
faktisk endres når oppgaven utføres. Slik klosseverden er bygd opp er det mulig å ha en 
komplett oversikt over hva som endres når noe utføres. Dersom det tillates at objekter kan 
falle, blir det vanskeligere for roboten å ha en komplett oversikt, men det er likevel fullt 
ut mulig. 
 
Tillates det at objekter kan limes sammen er ikke det ikke lenger mulig for roboten å ha 
en full oversikt over hva som vil endres når en handling utføres. Dersom roboten skal 
stable en kloss oppå en annen, vet den ikke før den har forsøkt om dette er mulig. Først 
når den forsøker finner den ut om klossen er limt fast. Hvis klossen er limt fast til gulvet, 
kan den ikke løftes. Er den derimot limt fast til en annen kloss, vil armen løfte begge 
klossene. 
 
For at roboten da skal være i stand til å løse en oppgave må det være et samspill mellom 
planlegging og utførelse. Den må kunne avbryte planleggingen for å kontrollere om et 
objekt kan løftes. Etter at roboten har forsøkt, kan den fortsette planleggingen. Etter hvert 
som roboten blir kjent med klosseverdenen vet den hvilke objekter som er limt sammen. 
Endringene blir dermed enklere å forutse. 
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6 Muligheter 
Til nå i oppgaven har jeg beskrevet oppbygningen av klosseverden og Closlog. I kapittel 
3 har jeg vist at klosseverden fremstår som et robust rammeverk for å simulere en rekke 
problemstillinger. Kapittel 4 og 5 har jeg beskrevet hvordan roboten benytter Closlog 
som kunnskaps- og planleggingssystem for å møte utfordringene som finnes i 
klosseverden. 
 
I dette kapittelet omtaler jeg først kort hvilke muligheter klosseverden gir, for deretter å 
vise hvordan roboten løser en logisk gåte. Resten av kapittelet beskriver mulige 
fremtidige utvidelser av klosseverden og dens robot. 
6.1 Ulike verdener 
Når roboten har nok kunnskap til at den mestrer enkle oppgaver i klosseverden, kan den 
stilles ovenfor nye utfordringer ved å introdusere den for ulike klosseverdener. Verdener 
der robotens kunnskap, om hvordan den skal stable klosser, må utvides med kunnskap om 
hvor de skal stables og hvorfor det i det hele tatt skal gjøres. 
 
Figur 6-1, Sortering i klossesverden. 
 
Listen over mulige verdener er lang. Siden det i klosseverden er mulig å gi hvert objekt et 
materiale, kan roboten utfordres med ulike søkeproblem. Målet som skal oppnås i 
sorteringsverdenen på Figur 6-1, kan være å stable alle klossene i stigende rekkefølge. 
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Figur 6-2, Tre på rad i klosseverden. 
 
Jeg har tidligere forklart hvordan roboten kan å opprette et eget konsept som 
representerer spillet tre på rad. Figur 6-2 viser en klosseverden hvor dette spilles 
simuleres. Siden bruker har de samme mulighetene til å endre verden som roboten, kan 
det i klosseverden simuleres en rekke ulike tomanns-spill. Robotens hendelsessystem gjør 
at den kan følge med på hva bruker foretar seg i spillet. 
 
Dette er to eksempler på ulike klosseverdener, og illustrerer hvilke muligheter som 
finnes. 
6.1.1 8-spillet 
 
Figur 6-3, 8-spillet i klosseverden. 
 
8-spillet er en mindre utgave av det mer kjente 15-spillet. Målet er ordne brikkene i 
stigende rekkefølge med klokken der 1 er øverst til høyre. 8-spillet benyttes ofte for å 
teste ulike søkealgoritemer (Norvig 1992). Det er derfor en egnet utfordring til roboten 
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siden Closlog har en godt utbygd søkefunksjonalitet i planleggingsfasen. 8-spillet er også 
et bra eksempel fordi det illustrerer bruk av konsept og hendelsesfunksjoner. 
 
I dette eksempelet viser jeg hvordan roboten løser 8-spillet. Jeg beskriver ikke detaljert 
hvordan de ulike relasjonene og operasjonene er definert. Det kan studeres i robotens 
kunnskapsbase på vedlagt cd. 
 
For å være i stand til å løse 8-spillet trenger roboten en basiskunnskap om brettspill. Et 
brettspillkonsept (#boardgame) har brikker (#piece) og ruter (#square). En brikke hører 
til i en rute (#square-piece), og de ulike rutene er på spillets brett (#board). 
(#boardgame #concept) 
 
(#piece #identifiable) 
(#square #identifiable) 
(#square-piece #piece) 
(#square-col #number) 
(#square-row #number) 
(#board #identifiable) 
(#board-squares #list) 
(#board-pieces #list) 
I brettspillkonseptet opprettes det også relasjoner som lokaliserer en brikke eller rute ut 
fra et rekke- og kolonnenummer på brettet (board-piece). 
 
8-spillet (#8-puzzle) er en variant av brettspillkonseptet der hver brikke har et ulikt 
nummer (#piece-no), og tilhører en bestemt rute (#square-target). 
(#8-puzzle #boardgame) 
 
(#piece-no #number) 
(#square-target #number) 
For å kunne løse spillet trengs relasjoner som beskriver hvor mange brikker som finnes 
(number-of-pieces) og hvor mange av dem som er på rett plass (number-of-placed-
pieces). Den eneste plassen en brikke kan flyttes, er til den tomme ruten i spillet (empty-
square). 
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Disse klassene og relasjonene gir roboten nok kunnskap til å kunne søke seg frem til en 
løsning på 8-spillet. 
(-> move-pieces-to-solve () 
    ((?board (get table)) 
     (?empty (first (empty-square ?board))) 
     (?col (#square-col ?empty)) 
     (?row (#square-row ?empty)) 
     (equal (number-of-pieces ?board) (number-of-placed-pieces ?board))) 
    (or 
       (move-piece-to-solve (board-piece ?board (- ?col 1) ?row) ?empty) 
       (move-piece-to-solve (board-piece ?board (+ ?col 1) ?row) ?empty) 
       (move-piece-to-solve (board-piece ?board ?col (- ?row 1)) ?empty) 
       (move-piece-to-solve (board-piece ?board ?col (+ ?row 1)) ?empty))) 
Eller-operasjonen move-pieces-to-solve er sann dersom alle brikkene er på rett plass. 
Dersom spillet ikke er ferdig, benyttes operasjonen move-piece-to-solve for å flytte en 
brikke til den tomme ruten. Denne operasjonen flytter en brikke ved å benytte en annen 
operasjon move-piece-to som oppdaterer rutens referanse (#square-piece) til brikken som 
er plassert på den. Etter at brikken er flyttet, kalles move-pieces-to-solve på ny, slik at 
brikker rekursivt blir flyttet inntil en løsning er funnet. 
 
For å rettlede søket definerer operasjonen move-piece-to-solve kostnaden ved å flytte en 
brikke som 1. Den estimert kostnaden for den resterende veien til mål defineres som 
antall brikker som er på feil plass. Dette er den mest opplagte heuristikk for estimatet. 
Kriterier som hvilken avstand en brikke er fra dens endelige posisjon, kunne også blitt 
benyttet. 
 
Konseptet #8-puzzle med tilhørende klasser, relasjoner og operasjoner gjør roboten i 
stand til å løse 8-spillet uavhengig av dens kunnskap om klosseverden. For å løse 8-spillet 
i klosseverden trengs en kobling mellom konseptene #8-puzzle og #blocksworld: 
(#boardgame-blocksworld (#boardgame #blocksworld)) 
(#board #table) 
 
(#8-puzzle-blocksworld (#8-puzzle #boardgame-blocksworld)) 
(#square #cell) 
(#piece #block)  
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For et brettspill i klosseverden (#boardgame-blocksworld) utgjør gulvet (#table) i 
verdenen brettet til spillet (#board). En brikke (#piece) er en rektangulær kloss (#block) 
og en rute (#square) er en ikke flyttbar kloss (#cell). 
Konseptene #boardgame-blocksworld og #8-puzzle-blocksworld kobler sammen robotens 
forestilling om klosseverden, brettspill og 8-spillet. Sammen danner de konseptlisten: 
#8-puzzle-blocksworld, #boardgame-blocksworld, #blocksworld 
En konseptaktiveringsfunksjon defineres i konseptet #8-puzzle-blocksworld. Den 
identifiserer de aktuelle brikkene og rutene i klosseverden og endrer dynamisk deres 
klasser til #piece og #square. Ved å teste hvilke brikke som ligger oppå en rute (obj-
support-safely) oppdateres rutens informasjon om dette i #square-piece. Funksjonen 
tilordner også hver brikke et rekke- og kolonnenummer ved rekursivt å teste hvor mange 
ruter som henholdsvis er øst eller sør for den aktuelle ruten. Ved aktivering av konseptet 
representeres da fakta i 8-spillet på bakgrunn av fakta i klosseverden. 
 
Ved løsing av 8-spillet vil roboten først søke seg frem til hvordan brikkene skal flyttes. I 
dette søket flyttes brikker ved å simulere at de flyttes fra en rute til en annen. Roboten 
benytter seg da av kunnskapen den har om hvordan den skal løse 8-spillet og ikke 
kunnskapen den har om klosseverden. 
 
Finnes en løsning behandles planen for neste konsept som utgjør forestillingen om et 
brettspill i klosseverdenen (#boardgame-blocksworld). Når en brikke skal flyttes i dette 
konseptet, innebærer det å flytte en kloss: 
(-> move-piece-to (?#piece-t1 ?#square-s2) 
    (obj-on ?t1 ?s2) 
    ((put-on ?t1 ?s2) 
     (#square-piece (piece-square ?t1) null) 
     (#square-piece ?s2 ?t1))) 
Operasjonen move-piece-to benytter i dette konseptet put-on for å flytte brikken til en 
annen rute i klosseverdenen. Behandling av planen i påfølgende konsept verifiserer om 
flyttingen faktisk kan gjennomføres. I det siste konseptet utføres selve flyttingen av 
brikkene, og roboten løser visuelt 8-spillet. 
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Siden roboten har sin egen representasjon av 8-spillet, må informasjonen om hvilken 
brikke som er oppå en rute (#square-piece) alltid gjenspeile de faktiske forhold i 
klosseverdenen. Dette oppnås ved å definere hendelsesfunksjoner som kalles når brikker 
flyttes. Hendelsesfunksjonene kalles uavhengig av hvem som utfører endringene. Det blir 
derfor mulig for bruker å flytte brikker for deretter å la roboten prøve å løse 8-spillet. 
 
I dette eksempelet har jeg valgt å gi roboten en egen datarepresentasjon for 8-spillet. 
Dette er et bevist valg fra min side for å vise styrken som ligger i Closlogs 
kunnskapsrepresentasjon. Roboten kunne ha løst 8-spillet uten bruk av nye konsept og 
klasser. Operasjonen put-on kunne da, sammen med relasjoner som angir hvor mange 
klosser som er på rett plass, inngått i et søk som løste gåten. 
6.2 Agenter 
Marvin Misky fremhever viktigheten av å dele et problem opp i mindre deler. For å 
simulere menneskets intellekt må det lagvis bygges opp et nett av agenter som 
kommuniserer med hverandre. Hver agent har en oppgave å utføre. Agenten kan utføre 
oppgaven på egenhånd eller ved å aktivere andre agenter. Ressursmangel gjør at agentene 
må konkurrere om å være aktive. De agentene som vinner konkurransen bestemmer 
adferden (Minsky 1987). 
 
Oppbyggingen av planleggings og hendelsessystemet til Closlog baserer seg delvis på 
Marvin Miskys tese. Operasjoner og hendelsesfunksjoner kan forstås som ulike agenter. 
Agentene blir lagvis satt sammen av konseptdefinisjoner som skiller mellom ulike 
situasjoner og deler planleggingsfasen opp i mindre deler. 
 
En operasjon har en dedikert oppgave å løse. Oppgaven utføres enten av operasjonen selv 
eller ved å benytte andre operasjoner. Etter utførelsen tester den om oppgaven er utført. 
Den enkle formen som operasjonsdefinisjoner har, kombinert med konseptlister, gjør at 
roboten resonnerer i små steg innenfor et avgrenset området. Den deler et komplekst 
problem opp i mindre deler. 
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Når roboten får en oppgave, bruker den alle ressurser å løse den. Har den ingen oppgaver 
å løse, gjør den ingenting. Det er ingen ressursmangel hos roboten i klosseverden, men en 
oppgave kan ta lang tid å gjennomføre. Operasjoner konkurrerer ikke med hverandre om 
oppmerksomheten. Når en operasjon kaller en annen for å utføre en oppgave, utføres den 
alltid. 
 
En konkurranse om robotens ressurser er mulig i Closlog ved å innføre en ny 
operasjonstype som har betingelser for aktivering. For eksempel kan betingelsen være en 
terskelverdi som må nås, eller den kan være bundet opp mot en hendelse som skjer. Med 
betingelser for aktivering kan roboten lage sine egne oppgaver, som å trene på ting den 
ikke behersker. Dersom den ikke er for opptatt med sitt, kan den rette oppmerksomheten 
mot oppgaver brukeren gir den. Tar en oppgave for lang tid, kan den avbrytes ved at en 
annen blir aktivert i stedet. En aktivering av slike operasjoner vil gi et inntrykk av at 
roboten lever sitt eget liv. 
6.3 Naturlig språk 
Alt er tilrettelagt for at roboten kan få en lingvistisk modul som behandler naturlig språk. 
Denne må kunne analysere setninger og oversette disse til passende Closlog-definisjoner. 
Forespørsler om å løse et problem oversettes til operasjoner. Spørsmål er en evaluering 
av en eller flere sammensatte relasjoner. Ukjente begrep kan uttrykkes som relasjoner 
dersom de nødvendige klassene og egenskapene er tilstede. For eksempel sier Winograd i 
dialogen med SHRDLU: 
“I own blocks which are not red, but I don't own anything which supports a 
pyramid.” (Winograd 1972) 
Denne eierelasjonen kan uttrykkes i Closlog ved: 
(<- own(?#person-p ?#block-b) 
    (and (not (equal (#fysobj-color b) #red)) 
         (or (not (obj-support ?b ?pyramids)) 
             (not (is-pyramid ?pyramids))))) 
For å kunne opprette denne relasjonen må roboten ha kjennskap til at personen den 
snakker med er en forekomst av klassen #person. Siden det kun er en person roboten 
forholder seg til i klosseverden, trengs det ikke spesifiseres hvem som er eier i relasjon. 
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Dersom det hadde vært flere personer involvert, kunne vedkommende blitt spesifisert i 
argumentet ved å benytte identiteten til personen i stedet for variabelen ?#person-p. 
 
Kunnskapsrepresentasjonen i Closlog er uttrykksfull nok til at dialogen med SHRDLU 
kan gjenskapes. Skal brukeren kunne føre en samtale med roboten trenger den en 
omfattende relasjonsdatabase for alle begrep som benyttes. Uttrykksmulighetene som 
finnes i naturlig språk gjør at roboten også trenger funksjonalitet som går utover 
planleggingssystemets rammer. 
6.3.1 Toveiskommunikasjon 
Dersom SHRDLU er usikker på meningsinnholdet i setningen, kan den stille bruker 
spørsmål. I klosseverden har ikke roboten denne muligheten, men det er tilrettelagt for at 
slike spørsmål skal kunne stilles. Den lingvistiske modulen må da formulere spørsmålet 
og sende dette til bruker. Spørsmålet må så lagres inntil det kommer et svar på det fra 
brukeren. 
6.3.2 Fremtid, nåtid og fortid  
Roboten kan svare på hva som er mulig ved å lage en plan som ikke behandles i 
handlingskonseptet. Ved å undersøke planen vil den også være i stand til å forklare 
hvordan den har tenkt å gjennomføre oppgaven. 
 
I tillegg kan roboten i utførelsen av en oppgave begrunne hvorfor den handler slik den 
gjør. Svaret finnes ved å undersøke foreldrenodene til den aktive operasjonen. 
 
For å være i stand til å svare på spørsmål om fortiden må den lagre informasjon om hva 
den har gjort. Dette blir ikke gjort av Closlog nå, men kan relativt enkelt gjennomføres 
ved å lagre alle planer som utføres. For at det ikke skal lagres uhensiktsmessig mye 
informasjon, må det være en mekanisme for å skille ut hva som er viktig. 
6.3.3 Kompilerte kode 
Bruk av kompilert kode i Closlog gjør at roboten i noen tilfeller kan få et 
forklaringsproblem. Det er for eksempel enkelt å svare på om et fysisk objekt ligger oppå 
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et annet ved å evaluere relasjonen obj-on. Hvis vi derimot spør hvorfor det ikke ligger 
oppå, finnes svaret i den kompilerte koden. Det er derfor umulig å gi et svar på hvorfor en 
test i en relasjon eller operasjon feiler. En måte å unngå dette forklaringsproblemet er å 
utvide kompileringen til også å returnere hvilken del av testen som feiler. En test av 
relasjonen obj-on for to objekt o1 og o2 som ikke ligger oppå hverandre vil da returnere 
verdiene: 
nil (= (obj-bottom ?o1) (obj-top ?o2)) 
nil angir at testen har feilet fordi bunnen til o1 ikke er lik toppen av o2. En lingvistisk 
modul kan oversette den delen av testen som feiler til en forståelig begrunnelse. 
6.4 Læring 
En av hovedforutsetningene i valg av kunnskapsrepresentasjonen til roboten er at det skal 
legges færrest mulig hindringer i veien for at roboten skal kunne prøve ut ulike 
læringsalgoritmer for slik å være i stand til selv å øke sin kunnskap om klosseverdenen. 
6.4.1 Læremester 
Roboten kan, som SHRDLU, la brukeren av klienten være dens læremester. I en slik 
situasjon kan det enten benyttes naturlig språk eller en annen bestemt protokoll. Et 
alternativ kan være å benytte syntaksen til Closlog. 
 
Dersom naturlig språk benyttes i kommunikasjonen mellom robot og bruker, stilles det 
store krav til modulen som oversetter til Closlogs språk. Foruten å vite hva som finnes i 
robotens kunnskapsbase, må den vite hvordan ny kunnskap skal representeres. For å klare 
dette må den kunne gi et entydig svar på spørsmål som:  
• Trengs det en ny klasse? 
• Hvilke klasser skal denne arve sine egenskaper fra? 
• Blir det en konflikt mellom en ny relasjon og eksisterende relasjoner? 
Fordelen ved å benytte naturlig språk er at det stiller mindre krav til brukeren som gir 
roboten ny kunnskap. Det er roboten selv som bestemmer hvordan kunnskapsbasen skal 
utvides. Ny kunnskap presenteres i det språket brukeren behersker best, men må være 
entydig, nøyaktig og gitt i rett rekkefølge. 
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Benyttes Closlogs språk for å øke robotens kunnskap, trengs det ikke lenger en modul 
som finner ut hvordan kunnskapen skal representeres. Brukeren må da ha en komplett 
oversikt over robotens kunnskapsdatabase og selv ta valgene for hvordan ny kunnskap 
skal representeres. 
 
Jeg har benyttet en slik tilnærming i oppbygningen av robotens kunnskapsbase. Roboten 
har ikke lært noe ut fra tidligere erfaring i denne prosessen. Robotens adferd har gitt meg 
erfaring, som jeg igjen har benyttet for å lære den nye oppgaver. Ved å direkte 
manipulere robotens kunnskapsbase er det jeg som lærer noe, ikke roboten. 
6.4.2 Erfaring 
Jeg har vist hvordan roboten kan identifisere hvor i planleggingsprosessen noe går galt. 
Utvides Closlog til å kunne definere hendelsesfunksjoner på bakgrunn av endringer i 
relasjoner, økes også forståelsen av hvorfor noe ikke kan utføres. Denne forståelsen kan 
benyttes til å trekke ut viktig informasjon. Lagres denne informasjonen utgjør den 
sammen med kunnskapsbasen robotens erfaring. Neste gang roboten står overfor et 
problem den ikke klarer å løse, kan den benytte informasjonen fra tidligere handlinger til 
å endre sin kunnskapsbase. Dette kan den gjøre ved å opprette nye, fjerne eller endre 
klasser, relasjoner eller operasjoner. Ny erfaring vil vise om dette var en hensiktsmessig 
endring. 
6.4.3 Generalisering og spesialisering 
Læring basert på erfaring innebærer en generalisering eller spesialisering av regler 
(Holland et al. 1986). I Closlog kan det defineres ulike regler for samme relasjon og 
operasjon differensiert etter argumentene som inngår. En regel kan generaliseres ved å 
endre argumentet som inngår til en eller flere av klassene som det arver sine egenskaper 
fra. Tilsvarende kan den spesialiseres ved å endre argumentet til klasser som arver 
egenskaper fra den opprinnelige klassen. En generalisering er en traversering mot roten i 
klassehierarkiet, mens en spesialisering er en traversering mot bladnodene. 
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Hvordan generalisering og spesialisering av regler kan utføres i Closlog kan illustreres 
med følgende eksempel. Anta at roboten erfarer at en rektangulær kloss b1 ikke kan 
stables oppå en pyramide b2. Fra tidligere erfaringer ved den at en rektangulær kloss kan 
stables oppå en annen, så den antar at dette problemet skyldes pyramiden. Det er første 
gang den opplever dette så den vet ingenting om hvilke typer objekt som det er mulig å 
stable noe oppå. Hendelsen er et unntak fra tidigere erfaringer, slik at roboten oppretter 
en generell operasjon supportable med en tilhørende relasjon obj-supportable som begge 
alltid er sanne: 
(<- obj-supportable (?#fysobj-o) 
    (?o)) 
(-> supportable (?#fysobj-o) 
    (obj-supportable ?o)) 
Roboten utvider deretter operasjonen put-on til å inkludere supportable som en første 
kontroll på om det er gjennomførbart. Den har da laget en ny regel: alt kan stables på alt. 
Den tilsvarer erfaringene roboten hadde forut for at den prøvde å stable noe oppå en 
pyramide. 
 
Roboten betrakter tilfellet hvor klossen ikke kunne bli stablet oppå pyramiden som et 
unntak fra denne regelen og legger derfor til relasjonen: 
(<- obj-supportable (b2) (null)) 
Den vil da aldri mer prøve å stable noe oppå b2. Senere prøver den å stable noe oppå en 
annen pyramide, b4. Dette lar seg ikke gjennomføre, og den oppretter enda et unntak fra 
den generelle regelen: 
(<- obj-supportable (b4) (null)) 
Etter forsøk på ulike pyramider når den et punkt der det blir uhensiktsmessig mange 
unntaksregler. Den kan da prøve å samle disse unntakene i en ny regel. Felles for alle 
unntakene er at det inngår pyramider som enten er blå eller grønne. Unntakene kan da 
erstattes med relasjonen: 
(<- obj-supportable (?#pyramid-p) 
    (and (not (equal (#fysobj-color ?o) #green)) 
         (not (equal (#fysobj-color ?o) #blue)) 
         ?p)) 
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Ved stabling av klosser på pyramider med andre farger opprettes enda flere 
unntaksregler, og i et nytt forsøk på generalisering slår roboten samme alle reglene den 
har for pyramider til en ny regel: 
(<- obj-supportable (?#pyrdamid-p) (null)) 
Dette eksempelet viser hvor utfordrende det kan være å lære at en kloss ikke kan stables 
på en pyramide. Hierarkiet av klasser avgrenser automatisk hvilke regler som benyttes og 
gir et grunnlag for en mulig generalisering eller spesialisering. Dersom klassehierarkiet 
ikke er veldefinert, kan generalisering resultere i drastiske feil. I mange tilfeller kan det 
også være vanskelig for roboten å identifisere hvilken operasjon eller relasjon som skal 
endres. 
6.4.4 Klassifisering 
Generaliserings- og spesialiseringsmetoder kan også benyttes ved observasjon av figurer 
innenfor en klasse, eller med mindre avvik fra klassen, for å gjenkjenne og kategorisere 
sammensatte figurer (Winston 1984). En slik kategorisering vil bestå i å danne et sett av 
relasjoner som er felles for alle de observerte tilfellene innenfor samme klasse, og 
samtidig utelukker tilfeller som har mindre avvik fra klassen. 
 
Generaliseringsalgoritmer fremhever de egenskapene som er like for observasjonene 
innenfor klassen, og spesialiseringsalgoritmer sikrer mot feilklassifiseringer. Tilsvarende 
som i læringseksempelet med å stable en kloss oppå en pyramide, gjør den hierarkiske 
kunnskapsrepresentasjonen i Closlog denne prosessen enklere. 
 
Figur 6-4, Bue og tårn. 
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Figur 6-4 illustrerer en klassifisering i klosseverden. Figuren til venstre er en bue som 
består av to rektangulære klosser som har luft mellom seg, og som støtter hvert sitt hjørne 
av en pyramide. Figuren i midten er et avvik fra bueklassen siden de rektangulære 
klossene ikke støtter hjørnene på pyramiden. Tårnet til høyre avviker siden det ikke er 
luft mellom klossene. 
 
En klassifisering over disse tilfellene består i å beskrive relasjonene til buen mest mulig 
generelt for deretter å unngå feilklassifisering ved å ta høyde for forskjellen mellom buen 
og de to andre buelignende figurene. 
(<= is-arch (?#pyramid-p ?#block-b1 ?#block-b2) 
    (and (obj-support ?b1 ?p) 
         (obj-support ?b2 ?p) 
         (obj-at-edge-of ?b1 ?p) 
         (obj-at-edge-of ?b2 ?p) 
         (obj-space-between ?b1 ?b2))) 
Funksjonen is-arch26 vil kategorisere de illustrerte figurene korrekt. Dette er en enkel 
kategorisering som krever at pyramiden støttes av minst to klosser i hvert hjørne, og at 
det er luft mellom dem. Andre andre buelignende figurer kan tvinge klassifiseringen til 
også å ta hensyn til at pyramiden kun kan støttes av to like store klosser. 
 
Tårnet på figuren illustrerer at klassifiseringsprosessen blir mer komplisert dersom det tas 
høyde for at en figur kan være sammensatt av flere. Siden de to rektangulære klossene i 
tårnet ligger inntil hverandre, fremstår de som en felles kloss. I Closlog er det mulig å 
uttrykke dette ved å benytte egne klasser for sammensatte objekter: 
(#comobj) 
(#comobj-contains #list) 
(#comblock (#block #comobj)) 
Et sammensatt objekt (#comobj) har en liste over hvilke objekter som inngår i det 
(#comobj-contains). Klassen (#comblock), som arver egenskapene til #block og #comobj, 
kan brukes til å representere to eller flere sammensatte rektangulære klosser. Siden 
#comblock arver egenskapene til en rektangulær kloss (#block), vil roboten behandle den 
                                                 
26 Siden Closlog ikke støtter relasjoner med tre argumenter, har jeg i dette i eksempelet benyttet en funksjon. 
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sammensatte klossen på lik linje med andre rektangulære klosser. Dette medfører blant 
annet at funksjonen is-arch vil klassifisere en figur som en bue dersom den ene eller 
begge støttene er sammensatt av to eller flere rektangulære klosser. 
 
Når det finnes en måte å representere sammensatte objekter på, kan resultatet av en 
klassifiseringen uttrykkes som et sammensatt fysisk objekt: 
(#arch (#fysobj #comobj)) 
Dette nye objektet kan tilegnes egne egenskaper og selv inngå som en del av en større 
figur. Hendelsesfunksjoner som kalles på bakgrunn av posisjonsendringer til objekter i 
verden, kan sørge for at klassifiseringen hele tiden gjenspeiler de faktiske forhold. 
6.4.5 Nytt ukjent problem 
Et klassifiseringssystem gir roboten en mulighet for identifisere ulike figurer, men det gir 
den ikke evnen til å kunne bygge dem. Closlogs problemløsningsstrategi skiller seg her 
vesentlig fra andre system.  
 
Dersom roboten hadde benyttet seg av en flat kunnskapsrepresentasjon, ville et sett av 
betingelser for å gjenkjenne en figur vært tilstrekkelig for at roboten kunne dedusere seg 
frem til hvordan figuren kan lages. Roboten kunne, som i General Problem Solver, 
benyttet seg av et søk for å redusere tilstandsforskjellen mellom utgangspunktet og ønsket 
måltilstand (Norvig 1992). Den kunne også benyttet seg av unifikasjon slik som i 
MICROPLANNER (Winograd 1972). 
 
I Closlog finnes det ingen form for problemløsningsstrategi dersom det ikke finnes en 
operasjon for problemet som skal utføres. Det er ingen kobling mellom relasjonene og 
operasjonene. En operasjon benyttes ofte for å gjøre en relasjon sann, men det er ingen 
tilgjengelig informasjon i relasjonen for hvordan dette kan gjøres. 
 
Når roboten støter på et nytt ukjent problem, må den lære hvordan den skal løse det. 
Redskapene den har tilgjengelig for dette er samlingen av operasjoner innenfor det aktive 
konseptet. Roboten må identifisere de aktuelle operasjonene og sette dem sammen i rett 
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rekkefølge. Løsningen på problemet blir uttrykt som en ny operasjon, et nytt redskap i 
verktøykassen som roboten har tilgjengelig når den møter nye utfordringer. For at roboten 
skal klare å bygge en bue, må den ha relasjoner som identifiserer hvilke objekter den har 
tenkt å benytte, og operasjoner for å utføre selve stablingen av disse objektene. 
 
Oppbygningen av Closlogs problemløsningsstrategi gjør at roboten hele tiden må lære 
noe nytt. Dersom det hadde vært en kobling mellom relasjoner og operasjoner, ville et 
søk i mange tilfeller kunne funnet en løsning på et nytt og ukjent problem. Roboten lærer 
da ikke noe nytt, men i mange situasjoner kan det være en akseptabel løsning. Strategien 
jeg har valgt for Closlogs problemløsning sikrer at roboten kontinuerlig må akkumulere 
ny kunnskap. Løsningen på en ukjent oppgave er en lært oppskrift i form av en ny 
operasjon. For hver utfordring roboten løser fylles verktøykassen. 
6.4.6 Læringsalgoritmer 
På samme måte som Closlog har innebygd støtte for kjente søkestrategier i 
planleggingsfasen, kan det også implementeres kjente maskinlæringsalgoritmer for 
forsterket læring og observasjonslæring. En aktuell algoritme kan være Q-læring der 
roboten velger den handlingen som maksimaliserer belønningen den får, forutsatt at veien 
som følges etterpå er den mest optimale (Russel 1995). 
 
Ved å endre meta-klassen som styrer operasjonskall i Closlog, kan det tillates at det 
defineres flere regler for en operasjon med identiske argumenter. En slik utvidelse åpner 
opp for maskinlæringsalgoritmer der det velges mellom flere mulige løsningskandidater. 
Hollands lærende klassifiseringssystem er en slik algoritme der evolusjonsalgoritmer 
oppretter nye løsningskandidater, og en økonomisk inspirert algoritme velger handling 
basert på tidligere erfaringer (Goldberg 1989, Holland et al. 1986). Andre 
evolusjonsbaserte læringsalgoritmer, for eksempel de som benyttes innen genetisk 
programmering, er vanskeligere å overføre til klosseverden da de krever en stokastisk 
startpopulasjon med flere individ. Valg av løsningskandidater kan også tas på bakgrunn 
av bayesiansk beslutningsteori eller andre statistiske algoritmer. 
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En viktig menneskelig læreform er assosiasjonslæring. Ved løsningen av et problem 
assosierer vi til en løsning av et tilsvarende problem i en annen situasjon og benytter oss 
av samme løsningsstrategi. Assosiasjonslæring er den form for læring som er vanskeligst 
overførbar til maskinlæring. Thagard beskriver et system Process of Induction, som kan 
resonnere seg frem til bølgeteorien for lyd ved å assosiere hvordan lyd reflekteres til 
vann. Assosiasjonslæringens utfordringer er knyttet til at det er vanskelig å vite hva som 
skal sammenlignes og hvordan dette skal gjøres (Holland et al. 1986). Thagard sitt system 
er ikke blitt videreført, og mangel på gode teorier innen assosiasjonslæring gjør det 
vanskelig å vurdere om Closlog sin kunnskapsrepresentasjon er egnet til denne 
læreformen. Ved å benytte klasser som arver egenskaper av hverandre kombinert med 
situasjonsbestemte konsept, med tilhørende relasjoner og operasjoner, skapes det 
naturlige inndelinger i ulike områder som kan være et grunnlag for assosiering. Det 
gjenstår å undersøke hvordan to ulike konsept eller klasser kan sammenlignes. 
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7 Avslutning 
Jeg har i denne oppgaven beskrevet hvordan jeg har utviklet en klosseverden. Videre har 
jeg beskrevet hvordan klosseverden har fått en robot som benytter Closlog. 
 
Jeg har vist at klosseverden fremstår som mer universell enn SHRDLUs verden ved at 
den kan være et testmiljø for en rekke problemstillinger innen kunstig intelligens. 
Siden jeg har benyttet et standardisert agent- og beskjedgrensesnitt er det enkelt å 
implementere en ny robot i klosseverdenen. På vedlagt cd er et eksempel på hvordan 
dette kan gjøres. Det er også enkelt å lage nye verdener siden disse lastes inn fra fil. 
 
Den største utfordringen har vært å utvikle Closlog. Dette skyldes først og fremst at 
Closlog ikke skulle bli et system skreddersydd for roboten i klosseverdenen. Jeg har 
beskrevet likheten mellom hvordan relasjon defineres i Closlog og Datalog, men også 
hvordan Closlog skiller seg fra Datalog ved å representere relasjoner som Common Lisp-
kode og fakta hierarkisk. 
 
Ved at alle definisjoner og fakta i Closlog oversettes til Common Lisp-kode, fremstår 
Closlog som en kompilator fra sitt eget språk til Common Lisp. Ved å definere et sett av 
makroer, kan Closlog-definisjoner kompileres direkte i Common Lisp. Closlog kan slik 
være en effektiv måte å definere et sett av klasser med tilhørende egenskaper og 
relasjoner som kan inngå i et større system. Dersom det behøves metoder som er mer 
uttrykksfulle enn det Closlog tillater, kan de defineres som vanlige Common Lisp 
metoder. 
 
Psykologisk forskning forteller oss av vi mennesker bare er moderat flinke i deduktiv 
logikk, men ekstremt gode i mønstergjenkjenning (Arthur 1994). Jeg har vist hvordan 
roboten løser 8-spillet ved å søke seg frem til en løsning. Måten jeg har valgt å utforme 
planleggingssystemet på gjør at det kan kombinere ulike søkestrategier. Den best egnete 
strategien kan velges for problemet som skal løses. Jeg har også forklart hvordan mange 
av robotens handlinger fremstår som automatiserte prosesser. Roboten gjenkjenner en 
situasjon og følger oppskriften den har for hvordan den skal handle. 
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Læring gjennom erfaring er en avgjørende faktor dersom roboten skal være i stand til å 
gjenkjenne et problem, og lage en oppskrift for hvordan problemet må løses. Det finnes 
ingen fasitsvar på hvordan induktiv læring kan systematiseres (Holland et al. 1986). Jeg 
har vist hvordan Closlog sin hierarkiske representasjon av fakta kan gjøre induktive 
slutninger mulig. Det gjenstår å undersøke om det kan realiseres. 
 
Kunnskapsbasen som jeg har laget til roboten gjør den i stand til å svare på enkle 
spørsmål, og utføre de mest grunnleggende operasjonene. Mangfoldet i spørsmålene som 
kan stilles begrenses av mønstergjenkjennelsesmetodene som jeg benytter i 
kommunikasjonene med roboten. En lingvistisk modul vil overkomme disse 
begrensningene. Sett ut fra et historisk perspektiv hadde det vært spennende dersom 
klosseverdenen og dens robot en gang kunne ha gjenskapt Winograds berømte dialog 
med SHRDLU. 
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