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TIIVISTELMÄ 
 
Tämän opinnäytetyön tavoite oli suunnitella ja toteuttaa selainpohjainen 
työajanhallintapalvelu, joka täyttää rakennusalan tarpeet. Suunnittelussa tuli 
huomioida palvelun laajennettavuus. Palvelun toimeksiantaja on Dev-it Oy ja se 
on toteutettu DevEnginellä. 
DevEngine on Dev-it Oy:n kehittämä sisällönhallintajärjestelmä, jonka kehitys 
aloitettiin vuonna 2011, koska yritykselle mieleistä valmista järjestelmää ei 
löytynyt. Tällä hetkellä DevEngine on keskeneräinen, mutta tulevaisuudessa se on 
tarkoitus julkaista vapaasti käytettäväksi. 
Työn toteutuksessa käytettiin PHP:tä, jQueryä, HTML:ää sekä CSS:ää. PHP on 
ohjelmointikieli, jolla palvelun toiminnallisuus toteutettiin pääosin. JQueryn 
avulla luotiin vuorovaikutteisempi käyttäjäkokemus. Palvelun ulkoasu toteutettiin 
HTML:ää ja CSS:ää käyttäen. 
Työajanhallintapalvelu tulee olemaan maksullinen palvelu, joka on suunnattu 
yrityksille. Yrityksen täytyy rekisteröityä palveluun, minkä jälkeen se pystyy 
lisäämään työntekijöilleen tilejä, työkohteita sekä tiedotteita. Työntekijät voivat 
tunnuksillaan hallita työaikaraporttejaan sekä vastaanottaa tiedotteita 
yritykseltään. Lisäksi palvelussa on mahdollisuus tarkastella työntekijöiden 
tunteihin sekä työkohteisiin käytettyihin resursseihin perustuvia tilastoja. 
Tilastojen havainnollistamiseksi käytetään apuna erilaisia graafeja. 
Tässä opinnäytetyössä käsitellään tietokantajärjestelmiä sekä DevEnginen 
toiminnallisuutta ja ominaisuuksia. Työssä onnistuttiin luomaan perustoiminnot 
työajanhallintajärjestelmään. Palvelua tullaan testaamaan yhteistyössä muutaman 
rakennusalan yrityksen kanssa. Testaamisen tarkoituksena on saada palautetta, 
jonka avulla palvelua jatkokehitetään ennen varsinaista julkaisua. 
Opinnäytetyön alkaessa DevEnginen dokumentointi oli melko heikkoa, joten 
tämän työn aikana syntynyttä dokumentaatiota tullaan käyttämään muun muassa 
uusien työntekijöiden perehdyttämisessä. 
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ABSTRACT 
 
The objective of this thesis was to design and develop a browser-based working 
time management service that meets the needs of construction business. Design 
should pay attention for extensibility of the service. This service is based on 
DevEngine, which is content management system developed by Dev-it Oy, the 
company that commissioned the thesis. 
Development started in 2011 because there was no suitable system ready for the 
company. At the moment DevEngine is in progress, but in the future it is planned 
to be published for free use.  
Techniques that were used in this work were PHP, jQuery, HTML and CSS. PHP 
is a programming language that was used to create main functionality of the 
service and jQuery was used to make user experience more dynamical. Layouts 
were created with HTML and CSS. 
The Working time management service is meant to be a chargeable service 
designed for companies. It requires registration, which allows companies to add 
employees, worksites and fact sheets. Employees can manage their working time 
reports and receive fact sheets via their account. Moreover, there are features to 
view statistics with illustrative graphs about employees’ work times and the 
resources used at the work site. 
The thesis deals with features of databasesystems as well as functionality and 
features of DevEngine. As a result, the main functionality for the working time 
management system was successfully created. In the future there will be a test 
period which is supposed to give feedback for further development of the service 
before it will be published. 
At the beginning of the work, DevEngine was not very well documented, so the 
documentation that was made in this thesis will be useful especially on orientation 
of new employees. 
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LYHENNELUETTELO 
CSS Cascading Style Sheets on erityisesti HTML-
dokumenteissa käytetty tyylikieli, jonka avulla voidaan 
antaa ohjeita siitä, miten elementit halutaan 
aseteltavan. 
DevEngine  Dev-it Oy:n kehittämä sivustonhallintajärjestelmä. 
jQuery  Avoimen lähdekoodin javascript-kirjasto. 
PHP Hypertext Preprocessor on paljon käytetty 
ohjelmointikieli palvelinympäristössä. 
Responsiivisuus Responsiivisella suunnittelulla tarkoitetaan näytön 
resoluution mukaan muuttuvaa näkymää palvelusta. 
SQL Structured Query Language on IBM:n kehittämä 
standartoitu kyselykieli, jota käytetään yleensä 
tietokantakyselyissä. 
 1 JOHDANTO 
Valtaosalla yrityksistä on nykyisin pääsy verkkoon ja sen tarjoamiin palveluihin. 
Silti edelleen monissa yrityksissä työaikojen seuranta ja niiden raportointi 
tapahtuu lomakkeella, jonka perusteella työnantaja tekee jatkotoimenpiteet. 
Voimaan astunut laki velvoittaa rakennusalan yritykset raportoimaan 
työntekijöidensä työkohteet ja tunnit kuukausittain laiminlyöntimaksun uhalla 
(Finlex 2012). Tämän muutoksen vuoksi on tärkeää, että työajat raportoidaan 
reaaliaikaisesti ja raportointi on mahdollisimman vaivatonta. Sähköinen 
työajanhallinta antaa yritykselle nopeamman ja helpomman tavan raportoida 
kootusti työntekijöidensä työtunnit eteenpäin sekä saada tilastoja ilmoitettujen 
työaikaraporttien pohjalta grafiikalla havainnollistettuna. 
Työ tehdään Dev-it Oy:lle, joka on perustettu vuonna 2011. Yritys on pieni 
toimija ja työllistää neljä henkilöä. Pääosin yritys keskittyy nykyaikaisten web-
ohjelmointiratkaisujen toteuttamiseen. Toimintaa on kuitenkin tarkoitus laajentaa 
mobiilisovelluksiin sekä mahdollisuuksien salliessa laitemyyntiin. 
Työn tavoite on suunnitella selainpohjainen responsiivinen työajanhallintapalvelu. 
Palveluun tulee erilaisia näkymiä esimerkiksi työntekijöille ja yrityksen 
hallinnolliselle osalle. Hallinnollinen osa saa käyttöönsä muun muassa työkalut 
työntekijöiden työaikojen tarkasteluun, työkohteiden lisäämiseen sekä tiedotteiden 
hallintaan. Työntekijät pääsevät esimerkiksi tarkastelemaan ja lisäämään omia 
työaikoja, ja he saavat oikeuden yrityksen sisäisten tiedotteiden tarkasteluun. 
Aluksi palvelu kehitetään rakennusalaa silmälläpitäen, mutta suunnittelussa on 
otettava huomioon myös tulevaisuuden laajennustarpeet muiden alojen suhteen. 
Erityisesti rakennusalan tarpeiden vuoksi yhdenmukaiset työkohteet sekä 
työntekijöille tallennettava veronumero ovat tärkeät. Jokaisella yleisellä 
rakennustyömaalla olevalla työntekijällä tulee olla veronumero ennen työnteon 
aloittamista. Myös 1.7.2014 voimaan astuva laki velvoittaa rakennusalan yritykset 
raportoimaan yhteisellä työmaalla työskennelleiden työntekijöidensä veronumerot 
reaaliaikaisesti. (Veronumero 2014.)  
Tutkimusongelma tässä työssä on työajanhallintapalvelun toteutus. Palvelu 
toteutetaan käyttäen DevEngineä, joka on Dev-it Oy:n itse kehittämä 
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sisällönhallintajärjestelmä. Se on toteutettu pääosin PHP-ohjelmointikielellä 
käyttäen apuna jQuery javascript-kirjastoa ja tyylittelyyn CSS:ää. 
Työ on rajattu kattamaan työaikojen raportointiin ja hallitsemiseen liittyvät 
ominaisuudet. Työssä ei toteuteta palkkalaskentaan liittyviä ominaisuuksia, joskin 
suunnittelussa tulee huomioida tämän ominaisuuden kehittäminen 
tulevaisuudessa. Myös automaattinen raportointi esimerkiksi verohallinnolle 
toteutetaan mahdollisesti myöhemmin. 
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2 TYÖAJANHALLINTA YLEISESTI 
Idea työajanhallintapalvelun toteuttamisesta syntyi muutamien rakennusalan 
yritysten kyseltyä, olisiko tällaista palvelua mahdollista toteuttaa. Etenkin 
rakennusalalla ulkoiset paineet, kuten harmaan työvoiman poiskitkeminen, tekee 
kirjanpidosta haasteellisen, koska yrityksen tulee olla mahdollista ilmoittaa 
milloin tahansa verohallinnon pyynnöstä yhteisillä työmailla työskentelevien 
työntekijöidensä veronumerot. Tämän vuoksi on tärkeää, että yrityksellä on 
reaaliaikaisesti tiedossa jokaisen työntekijän tiedot. Koska paperisen lomakkeen 
täyttäminen ja palauttaminen päivittäin tekisi reaaliaikaisesta seurannasta 
vähintäänkin vaivalloisen, on sähköinen työajanhallinta tarpeen monille 
rakennusalan yrityksille. 
Palvelun kehityksessä pyritään alkuun täyttämään ensisijaisesti rakennusalan 
yritysten tarpeet. Tällaisia erityistarpeita ovat muun muassa työntekijöiltä 
palveluun tallennettavat veronumerot, yhdenmukaisesti työkohteisiin raportoidut 
työskentelyajat sekä mahdollisuus listata yksittäisellä työmaalla työskennelleiden 
työntekijöiden tiedot. Tämän lisäksi työkohteisiin käytetyistä resursseista kyetään 
antamaan automaattisesti tärkeää informaatiota yritykselle. 
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3 TIETOKANNAN SUUNNITTELU 
3.1 Tietokannan vaatimukset 
Tietokanta on varasto tiedolle, yksinkertaisimmillaan se on vain lista asioista. 
Usein tietokannat ovat tyypiltään relaatiotietokantoja, eli joukko tauluja, joissa on 
sarakkein eroteltu datan ominaisuudet sekä rivein eroteltu tallennettu data. 
Viiteavaimien avulla voidaan helpottaa tiedon jäsentelyä sekä varmistaa, ettei 
tarvittavaa tietoa hävitetä vahingossa. (Wikipedia 2013.) 
Työajanhallintaan soveltuvaa tietokantaa suunniteltaessa on tärkeää, että 
tietokantamoottori mahdollistaa viiteavaimet, sillä kannassa säilötään sekä 
yritysten että työntekijöiden tietoja. Jokaisen palvelussa olevan työntekijän tulee 
linkittyä yritykseen, ja toisaalta myös jokaisen työaikaraportin tulee linkittyä 
yksittäiseen työntekijään. Mahdollisesti suuren datamäärän vuoksi 
tietokantamoottorin tulee olla riittävän tehokas, jotta tieto saadaan haettua 
nopeasti useiden tuhansien tietorivien seasta. Tämän lisäksi tietokantamoottorin 
tulee kyetä palvelemaan samanaikaisesti suurta käyttäjämäärää. Mahdollisten 
ongelmatilanteiden varalta on tärkeää, että tietokannasta voidaan ottaa 
varmuuskopio automatisoidusti, jotta menetetyn tiedon määrä olisi 
mahdollisimman vähäinen. Toimeksiantajan toiveena on, ettei tietokantaratkaisu 
tuo lisäkustannuksia palvelun kehitykseen tai käyttöönottamiseen. 
3.2 Tietokantamoottorin valinta 
Tarkempaan vertailuun on valittu nopealla tarkastelulla löydettyjä ilmaisia 
tietokantavaihtoehtoja, jotka vaikuttavat soveltuvilta työajanhallintapalvelun 
tietovarastoksi. Kaikki vertailtavat vaihtoehdot pohjautuvat SQL-syntaksiin eli 
kyselyiden kirjoittaminen on keskenään samankaltaista. SQL (Structured Query 
Language) on IBM:n kehittämä standardisoitu kyselykieli, jota käytetään usein 
tietokantakyselyissä. (Webopedia 2014.) 
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3.2.1 MySQL 
MySQL on nykyisin Oraclen omistama tietokantamoottori, ja se on saatavissa 
kaupallisella tai GNU GPL (GNU General Public License) lisenssillä (MySQL 
2014a). GNU GPL tarkoittaa sitä, että ohjelmistoa saa käyttää, muuttaa ja jakaa 
vapaasti, mutta se pitää tehdä samaa lisenssiä käyttäen eikä lopputuotetta voida 
kaupata omisteisesti (GNU Operating System 2007). MySQL:ssä on mahdollista 
käyttää vaihtoehtoisia moottoreita; oletuksena käytössä on nykyisin InnoDB 
(MySQL 5.5.5 versiosta lähtien). Sitä ennen oletuksena käytössä on ollut 
MyISAM, jota edelleen käytetään eniten. InnoDB sallii vierasavainten (foreign 
key) käytön, jolloin taulujen ja kenttien välille on mahdollista luoda viittauksia. 
InnoDB osaa palautua hyvin virheistä ilman erillisiä käyttäjätoimenpiteitä. Siinä 
on myös kehitetty suorituskykyyn vaikuttavia tekijöitä, kuten usein käytetyn datan 
tallentaminen suoraan muistiin, jolloin sen prosessointi on huomattavasti 
nopeampaa verrattuna fyysiseen muistiin tallennettaessa. InnoDB tukee myös 
transaktioita, eli toimintojen sarjaa, jossa jokainen tapahtuma on riippuvainen 
toisistaan. Mikäli jokin tapahtuma epäonnistuu, muutkin tapahtumat mitätöidään. 
(MySQL 2014b.) 
3.2.2 PostgreSQL 
PostgreSQL on avoimen lähdekoodin oliotyyppinen tietokantamoottori, joka 
tukee viiteavaimia taulujen välillä. Sen lisenssinä toimii PostgreSQL license, joka 
sallii sen vapaan käytön ja jakamisen. PostgreSQL tukee yleisimpiä SQL-
tietotyyppejä joihin lukeutuu muun muassa integer, varchar sekä timestamp. Myös 
BLOB-tyyppisen (binary large object) datan tallettaminen on mahdollista. BLOB-
datalla tarkoitetaan esimerkiksi kuvan tallettamista binäärimuotoisena. 
PostgreSQL tukee asynkronisia kutsuja, eli se voi suorittaa uuden kutsun, vaikka 
edellinen olisi vielä kesken. Lisäksi PostgreSQL sallii suuren taulu- ja 
kenttäkohtaisen datan määrän. PostgreSQL tukee myös transaktioita. (PostgreSQL 
2014.) 
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3.2.3 SQLite 
SQLite on relaatiotietokanta, joka toimii yksittäisenä C-kielisenä kirjastona. 
SQLite tukee SQL-syntaksia, pois lukien esimerkiksi viiteavainten käyttö. SQLite 
on dynaaminen tietokantajärjestelmä, eli se varaa tilaa muistista juuri sen verran 
kuin data vaatii. Tämän myötä ei tarvita muille tietokantajärjestelmille tyypillisiä 
kenttien kokomäärityksiä. Myös sarakkeen tyyppi määräytyy arvon mukaan. 
SQLiten erikoisuus muihin tietokantajärjestelmiin verrattuna on sen 
käyttöönottaminen palvelimesta riippumatta ilman erillistä palvelinyhteyttä. 
Koska tietokanta koostuu kirjastosta ja tieto talletetaan yksittäisiin tiedostoihin, on 
sen kopioiminen toiseen laitteeseen tai palvelimeen yksinkertaista. SQLite on 
public domain ohjelmisto. Myös SQLitestä löytyy tuki transaktioille. (SQLite 
2014a.) Public domain antaa käytännössä vapauden muokata, julkaista ja kaupata 
sovellusta (SQLite 2014b). 
3.2.4 Yhteenveto 
Tietokantavaihtoehdot PostgreSQL sekä MySQL täyttävät tietokantamoottorille 
asetetut vaatimukset. Lisäksi ne ovat melko suosittuja isoissa palveluissa, joten 
voidaan olettaa niiden suoriutuvan työajanhallintapalvelun laajuisessa palvelussa. 
 
TAULUKKO 1. Tietokantajärjestelmien keskeiset ominaisuudet 
Moottori Transaktiot Viiteavaimet 
Asynkroniset 
kutsut Varmuuskopiot Oliot 
MySQL Kyllä Kyllä Ei Automatisoidusti Ei 
PostgreSQL Kyllä Kyllä Kyllä Automatisoidusti Kyllä 
SQLite Kyllä Ei Ei Toteutettava itse Ei 
 
Taulukkoon 1 on koottu tietokantajärjestelmien keskeiset ominaisuudet. Kuten 
taulukossa 1 on esitetty, PostgreSQL:stä ja MySQL:stä on saatavilla 
automatisoidut varmuuskopiot. Muutoinkin nämä kaksi vaihtoehtoa sopivat 
paremmin työajanhallintaan, koska SQLitessä ei ole tukea viiteavaimille, eikä se 
suoriudu yhtä hyvin usean käyttäjän samanaikaisessa käytössä kuin kilpailijansa 
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(DigitalOcean 2014). SQLite on kuitenkin vaihtoehto, mikäli työajanhallintaa 
tullaan jatkokehittämään mobiilisovelluksen muodossa, jolloin sitä voidaan 
käyttää paikallisena tietokantana esimerkiksi suoraan mobiililaitteessa. Tällöin 
työaikaraportit voidaan säilöä laitteeseen ilman verkkoyhteyttä ja verkkoyhteyden 
ollessa käytettävissä voidaan työaikaraportit siirtää automaattisesti varsinaiseen 
työajanhallintapalveluun. 
MySQL:stä löytyy työajanhallintaa silmällä pitäen kaikki olennaiset 
ominaisuudet. Dev-it Oy:n kehittämässä sivustonhallintajärjestelmässä on jo 
ennalta kehitettyjä työkaluja MySQL:n pohjalle, joten järjestelmän laajentaminen 
MySQL-pohjaisesti työajanhallintaa varten ei vaatisi tämän suhteen yhtä paljon 
lisätöitä kuin muut tietokantamoottorit. Lisäksi mikäli ongelmia ilmenee, on 
tukena laaja vertaisverkko MySQL-osaajia sen suuren suosion ansiosta. MySQL 
on myös erittäin kevyt ja nopea tietokantajärjestelmä, joskaan ero PostgreSQL:ään 
ei ole kovin suuri (Padraig O’Sullivan 2012). 
PostgreSQL:n tarjotessa laajemmat ominaisuudet on se erittäin varteenotettava 
vaihtoehto työajanhallintapalvelun tietokannaksi. PostgreSQL tukee myös hyvin 
suurta datamäärää, josta ei tosin saada kovin suurta etua, kun tarvetta esimerkiksi 
median tallettamiselle suoraan kantaan ei ole. Myöskään oliotyyppistä dataa ei ole 
tarkoitus tallettaa tietokantaan, jolloin PostgreSQL:n suurimmat edut jäävät 
lähinnä resurssien tuhlaamiseksi. Lisäksi aiemmin kehitettyjen ominaisuuksien 
muuttaminen tarvittaessa PostgreSQL:ää tukeviksi tietäisi tässä tapauksessa 
turhaa lisätyötä. 
3.3 Tietokannan rakenne 
Tietokannan rakennetta suunniteltaessa tulee huomioida, että palvelu toimii 
keskitetysti yhden verkko-osoitteen alla. Tällöin yritysten tiedot säilötään samaan 
tietokantaan, joka tulee huomioida tietokannan rakennetta suunniteltaessa. 
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yritys
id PK
y_tunnus
nimi
puhnro
email
lahiosoite
postitp
postinro
href
tyontekija
id PK
kayttajaryhma_id FK
yritys_id FK
tunnus
salasana
syntymaaika
veronumero
etunimi
sukunimi
lahiosoite
postitp
postinro
puhnro
email
date
accesskey
*1
maksu
id PK
yritys_id FK
maksu
alkaa
loppuu
pvm
1 *
aktivoi
*1
 
KUVIO 1. Mallit tauluista ”yritys”, ”maksu”, ”tyontekija” ja ”aktivoi” 
Kuvion 1 mukaisesti tietokantaan tallennetaan palvelua käyttävistä yrityksistä 
olennaiset tiedot. Tällaisia tietoja ovat y-tunnus, nimi ja osoitetiedot sekä 
rekisteröitymisen yhteydessä yrityksen yhteyshenkilön tiedot, jotka tallennetaan 
”tyontekija”-tauluun ja asetetaan sille ryhmäksi palveluun ennalta määritelty 
admin-ryhmä, jolla on käytössään kaikki yrityksille suunnatut ominaisuudet. 
Yhteyshenkilöltä vaaditaan pakollisena tietona myös puhelinnumero ja 
sähköpostiosoite, ellei niitä anneta yrityksen rekisteröitymistiedoissa. Lisäksi kun 
yritys rekisteröityy palveluun, luodaan sille tietokantaan linkki, jonka kautta 
työntekijöiden rekisteröityminen tapahtuu. Maksujen tiedot tallennetaan erilliseen 
maksu-tauluun, josta ilmenevät maksun maksanut yritys; summa, jolle ajalle 
palvelun käytöstä on maksettu, sekä päivämäärä, jona maksu on suoritettu. 
Työntekijöistä rekisteröitymisen yhteydessä vaaditaan pakollisina tietoina 
nimitiedot sekä syntymäaika. Nämä siksi että työntekijät kyetään identifioimaan 
riittävän tarkasti. Taulu ”aktivoi” on rakenteeltaan sama kuin ”tyontekija”, ja sitä 
käytetään uusien rekisteröitymisten tallentamiseen, jotta yrityksen työntekijäksi ei 
pääse ilman yrityksen vahvistusta tähän liittyen. Työntekijän on mahdollista 
syöttää rekisteröityessään lisätietoja, kuten veronumero, puhelinnumero, 
osoitetiedot sekä sähköpostiosoite. Yritys voi vaihtaa asetuksista tiettyjä 
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rekisteröityviin käyttäjiin liittyviä tietoja pakolliseksi esimerkiksi työaikojen 
jatkoraportointia silmälläpitäen. 
 
yritys tyontekija
tyoaikaraportti
id PK
tyontekija_id FK
tyokohde_id FK
alkaa
loppuu
tunnit
tyon_kuvaus
tyokohde
id PK
yritys_id FK
tyomaanumero
nimi
lahiosoite
postitp
postinro
*
*
*1
1
1
  
KUVIO 2. Mallit tauluista ”tyokohde” ja ”tyoaikaraportti” 
Kuviossa 2 esitetty taulu ”tyokohde” on tarkoitettu helpottamaan yritysten sisäistä 
yhdenmukaisuutta työaikojen raportoinnissa. Tällöin on helppo koota palveluun 
raportoiduista työajoista statistiikkaa ja havainnollistaa eri työkohteisiin käytettyjä 
työaikoja. Tämän pohjalta yrityksellä on mahdollisuus muun muassa kehittyä 
aika-arvioiden tekemisessä ja työvoimaresurssien hallitsemisessa. Työaikaraportit 
puolestaan tallennetaan kuviossa 2 esitettyyn tauluun ”tyoaikaraportti”. 
Käytännössä työntekijä siis täyttää raporttiin työpäivän alkamisajan, 
päättymisajan, työkohteen sekä lyhyen kuvauksen tehdyistä töistä. 
Palvelussa käytetään hyväksi myös sivustonhallintajärjestelmän aiempia 
tietokantatauluja muun muassa käyttäjäryhmien hallintaan sekä tiedotteiden 
toteuttamiseksi. 
 
10 
 
 
KUVIO 3. Taulujen luominen tietokantaan 
Kuviossa 3 on esitetty SQL-kyselyt, joilla tietokannan taulut luodaan. 
Huomioitavaa kyselyissä on alter-tablelauseet, joiden avulla luodaan 
vierasavaimet tarvittaville kentille. Tällä kerrotaan tietokannalle, että kenttään 
tuleva arvo viittaa toisen taulun kenttään. Näin estetään esimerkiksi työntekijälle 
tulevan sellaisen yrityksen id, jota ei palvelusta löydy. Lisäksi määritykset ”ON 
UPDATE CASCADE” ja ”ON DELETE CASCADE” määrittävät, että taulussa 
olevat tiedot reagoivat viitattavan taulun datan muutoksiin. Tämä perustuu 
tietokantajärjestelmän sallimaan viiteavaimeen. Käytännössä viitattavalle taululle 
luodaan niin sanottu kehoitus, että datamuutoksesta on ilmoitettava viittaavalle 
taululle, joissa tehdään tarvittaessa myös datamuutokset.  
3.4 Tietojen arkistoiminen 
MySQL on suorituskykyinen tietokantamoottori, mutta datan määrän kasvaessa 
liian suureksi saattaa palvelun käyttökokemus kärsiä. Palvelun tulee kyetä 
säilömään dataa ainakin kymmenen edellisen vuoden ajalta jo pelkästään 
kirjanpidon velvoittaessa (Taloushallintoliitto 2011). Näin ollen datamäärä 
tietokannassa saattaa kasvaa erittäin suureksi. Tästä johtuen palvelun 
käytettävyyden takaamiseksi aktiivisesta tietokannasta tulee siirtää tallennettu 
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tieto turvallisesti arkistoon. Arkistosta sitä voidaan edelleen tarkastella, mutta se 
ei hidasta palvelun jokapäiväistä käyttöä. Käytännössä tämä toteutetaan siten, että 
palvelimelle luodaan uusi tietokanta, johon aktiivisesta taulusta siirretään tiettyä 
ajankohtaa vanhempi data ja asetetaan palvelimelle config-tiedosto, josta käyvät 
ilmi arkistotietokantojen tiedot: tietokannan nimi sekä se, miltä ajalta data on. 
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4 DEVENGINE 
4.1 DevEngine yleisesti 
DevEnginen kehitystyö on aloitettu vuonna 2011 Dev-it Oy:n perustamisen 
yhteydessä. Alkujaan yrityksessä tutkittiin vaihtoehtoisia tapoja tehostaa 
työskentelyä, mutta mieleisen ratkaisun puuttuessa päädyttiin yrityksessä oman 
sivustonhallintajärjestelmän kehittämiseen. Toistaiseksi DevEngine on 
keskeneräinen, eikä siitä ole tullut virallista jakeluversiota, mutta tulevaisuudessa 
se on tarkoitus julkaista vapaasti käytettäväksi, kunhan dokumentaatio ja testaus 
saadaan riittävän kattavalle tasolle. DevEnginessä hyödynnetään suhteellisen 
uusia web-kehityksen tekniikoita, joten se toimii parhaiten uusimmilla selaimilla, 
mutta kehityksessä on huomioitu myös vanhemmat selaimet. Tavoite on ollut 
kehittää helppokäyttöinen ja joustava järjestelmä, josta löytyisi web-
ohjelmointiprojekteissa yleisimmin käytettyjä komponentteja ja 
hallintaominaisuuksia sallien uusien komponenttien luomisen ja integroimisen 
järjestelmään. Koska DevEngineä ei ole dokumentoitu kuin lähdekoodissa olevin 
kommentein, perustuvat työssä esitetyt tiedot opinnäytetyön tekijän 
käyttökokemukseen DevEnginestä, sekä lähdekoodista saatuun informaatioon. 
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KUVIO 4. DevEnginen kansiorakenne 
Kuviossa 4 on kuvattu DevEnginen kansiorakenne. Olennaista järjestelmän 
kannalta ovat kansiot ”themes” ja ”.devngin”. ”Themes”-kansioon sijoitetaan 
vierailijoille näkyvän web-sivuston tiedostot. DevEnginen järjestelmätiedostot ja 
hallintapaneelinäkymässä käytettävät tiedostot sijoitetaan kansion ”.devngin” alle. 
Kansio ”functions” on järjestelmätason laajennoksia varten. Kansion ”cpanel” alle 
sijoitetaan varsinaisesti ulkoasuun vaikuttavat tiedostot. Koska ”cpanel” on 
rakenteeltaan ja tarkoitukseltaan samankaltainen kuin ”themes”-kansio 
järjestelmän juurihakemistossa, ei tässä työssä oteta erikseen kantaa ”themes”-
kansioon. Käytännössä ero näiden kahden kansion välillä on se, ollaanko 
hallintapaneeliin vai itse sivustolle ohjaavassa osoitteessa. Oletuksena 
DevEnginen hallintapaneeliin ohjaava osoite muodostuu sivuston perusosoitteesta 
lisäten sen perään /dvngin, mutta hallintapaneeliin ohjaava osoite voidaan 
määritellä erikseen asetuksista. Käytännössä ”html”-kansiossa olevat tiedostot ja 
alikansiot mukailevat osoiterivin polkua. 
4.2 Ominaisuudet 
DevEngine on toteutettu oliotyyppisesti. Järjestelmässä on niin sanottu kantaolio 
$_dev, jolla on käytettävissään järjestelmän toiminnan kannalta välttämättömät 
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ominaisuudet.  Kantaolion avulla luetaan sivustonhallintajärjestelmän 
asetustiedostot sekä hallitaan osoiterakennetta. Asetustiedostoihin tallennetaan 
muun muassa tietokannan tunnukset, käytössä oleva teema, sivuston oletusotsikko 
ja hallintapaneelin osoite. Kantaoliolla on metodi location, joka helpottaa 
osoitteiden käsittelyä. Metodi on luotu siten, että se tunnistaa määriteltyjen 
asetusten perusteella, onko käyttäjä hallintapaneelin vai sivuston puolella. 
Käytännössä location toimii kuin taulukko, eli se pilkkoo osoitteen osiin siinä 
olevien kauttamerkkien perusteella kuitenkin siten, että osoitteen perusosa on 
kokonaisuudessaan taulukon ensimmäinen alkio. Osoitteen perusosalla 
tarkoitetaan DevEnginen juureen ohjaavaa osoitetta. Esimerkiksi domain 
”http://www.devengine.fi” on ohjattu osoittamaan palvelimelle, jossa palvelimen 
juurihakemistoon on sijoitettu DevEnginen tiedostot. Tällöin osoitteen perusosa 
hallintapaneelissa oltaessa on ”http://www.devengine.fi/dvngin”. Perusosan 
jälkeen jokainen kauttaviivan väliin jäävä osio on uusi alkio metodin location 
palauttamassa taulukossa. Mikäli osoitteen perusosan jälkeen olisi ”/blogi/single-
post/”, niin osoitteen osa ”single-post” saataisiin kantaolion metodilla location(2). 
4.2.1 Tietoturva 
DevEnginessä tietoturvaan on kiinnitetty erityistä huomiota ja esimerkiksi 
arkaluontoisten käyttäjätietojen, kuten salasanojen salaamiseen käytetään SHA-1- 
ja MD5-salausmenetelmiä. SHA-1 on NSA:n (National Security Agency) vuonna 
1995 kehittämä salausmenetelmä, joka tuottaa 160-bittisen tiivisteen (Network 
Working Group 2001). MD5 on puolestaan message-digest-tyylinen algoritmi, 
joka tuottaa 128-bittisen tiivisteen (Network Working Group 1992). Kun 
DevEngineen rekisteröidään uusi käyttäjä, generoidaan tälle kahdeksan merkkiä 
pitkä salasana, joka salataan käyttäen rekisteröitymisen yhteydessä luotavan 
dynaamisen suolan ja salasanan yhdistelmää. Ensin luodaan suolasta ja 
salasanasta MD5-tiiviste, jonka jälkeen käytetään toista suolaa ja MD5:n antamaa 
tiivistettä. Tästä yhdistelmästä muodostetaan vielä SHA-1 tiiviste, joka 
tallennetaan tietokantaan. Suolalla tarkoitetaan alkuperäiseen salasanaan lisättävää 
merkkijonoa, jonka olisi hyvä olla erilainen jokaisessa tallennetussa salasanassa. 
(Sofokus 2013.) Salasanan vaihto on myös mahdollista, jolloin käyttäjän antama 
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salasana salataan samaa metodia käyttäen. Salasanan on oltava vähintään 
seitsemän merkkiä pitkä. 
Lisäksi järjestelmän kehityksessä on huomioitu yleisimpiä tietoturva-aukkoja, 
kuten SQL-injektiot. SQL-injektiolla tarkoitetaan sellaisten merkkien syöttämistä 
palveluun, joilla on jokin erityismerkitys SQL-syntaksissa ja tämän avulla saadaan 
aikaiseksi kyselyn tarkoituksen vastainen toiminta. 
 
 
KUVIO 5. Esimerkki SQL-injektiosta 
Kuvion 5 esimerkissä SQL-injektio on toteutettu antamalla käyttäjäsyötteessä 
käyttäjätunnukseksi ”Käyttäjätunnus’ -- ”. Kaksi väliviivaa peräkkäin tarkoittaa 
SQL-syntaksissa loppurivin kommentoimista. Koska käyttäjän antamaa syötettä ei 
käsitellä mitenkään, suoritettava kysely kuviossa 5 on todellisuudessa ”SELECT * 
FROM kayttaja WHERE username=’Käyttäjätunnus’”. Tässä tapauksessa 
saadakseen käyttäjän tiedot riittää, että tietää tietokantaan tallennetun username-
kentän tiedon. Tältä suojaudutaan sanitoimalla eli muuttamalla käyttäjäsyötteestä 
erikoismerkit sellaiseen muotoon, etteivät ne aiheuta virheitä SQL-kyselyihin. 
(Tietojesiturvaksi 2011.) DevEnginessä käyttäjäsyöte sanitoidaan PHP:n 
funktiolla htmlspecialchars, joka muuttaa merkkijonosta erikoismerkit 
entiteeteiksi (PHP 2014c). Vaikka järjestelmän ydin on tietoturvansa puolesta 
erinomainen, uusien komponenttien ja laajennoksien suhteen vastuu tietoturvasta 
on niiden kehittäjällä. 
4.2.2 Laajennokset ja komponentit 
DevEnginessä laajennoksella tarkoitetaan osaa, joka tuo järjestelmään uusia 
ominaisuuksia. Laajennokset toimivat samankaltaisesti kuin järjestelmän ydin-
ominaisuudet, mutta eivät ole toiminnan kannalta välttämättömiä, jolloin ne 
ladataan ja suoritetaan vain ohjelmoijan niin halutessa. Laajennokset ovat uusia 
luokkia, ja niiden käyttö vaatii uuden erillisen olion luomisen. 
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KUVIO 6. Tietokantalaajennoksen käyttöönottaminen DevEnginessä 
Kantaolion metodilla enginefn voidaan ottaa käyttöön järjestelmään kehitettyjä 
laajennoksia. Kuviossa 6 on esitetty esimerkkikoodi siitä, kuinka otetaan käyttöön 
järjestelmän tietokantalaajennos ja tehdään sillä yksinkertainen kysely. 
Kantaoliolla kutsutaan metodia enginefn(”fn-mysql”). Tämän jälkeen 
laajennoksen .php-tiedostossa (.dvngin/functions/fn-mysql.php) esitelty luokka on 
käytettävissä. Tästä luokasta luodaan uusi olio, jonka avulla luokan metodeja 
voidaan käyttää. Tietokantalaajennos on yksinkertainen laajennos, joka 
käytännössä implementoi PHP:n tarjoamat mysqli-funktiot. Suurin etu siitä 
saadaan kantaan yhdistettäessä, jolloin ei tarvitse erikseen määritellä tietokannan 
tietoja, vaan ne haetaan DevEnginen asetustiedostoista. 
Komponentit ovat sivustonhallintajärjestelmään lisättäviä lisäosia. Suurin ero 
laajennoksiin nähden on se, että komponentit tuovat näkyvää sisältöä. 
Komponenttia varten on mahdollista myös luoda laajennos, jonka ominaisuuksia 
siinä käytetään hyväksi. DevEnginessä on joustava komponenttienhallinta, jonka 
avulla on mahdollista mukauttaa hallintapaneelin työpöytä- eli etusivunäkymään 
uusia komponentteja. Tämä edellyttää, että komponentti on kehitetty rakenteeltaan 
DevEnginen standardin mukaisesti. 
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KUVIO 7. Komponentin kannalta olennaiset kansiot 
Kuviossa 7 on esitetty DevEnginen kansiorakenteesta komponentin kehityksen 
kannalta olennaiset kansiot. Komponenttiin liittyvät javascript-tiedostot sijoitetaan 
”script”-kansion ja CSS-tiedostot kansion ”css” alle. Mikäli komponentissa 
käytetään SQL-kyselyitä, sijoitetaan nämä SQL-kyselyt tiedostoon ”sql-
komponentin-nimi.php” ”include”-kansioon. Kansioon ”html” sijoitetaan tiedostot 
osoiterakennetta mukailevasti. Esimerkiksi osoite 
http://www.palvelu.fi/devngin/blog/ ohjaa näyttämään sisältöä tiedostosta 
”.dvngin\cpanel\html\blog\index.php” tai vaihtoehtoisesti 
”.dvngin\cpanel\html\blog.php”, mikäli kyseinen tiedosto on luotu. Kansiossa 
”html” oleviin tiedostoihin linkitetään varsinainen sisältö ”include”-kansiosta 
kantaolion metodilla content. 
 
 
KUVIO 8. Kuva DevEnginen blog-komponentista 
Kansiossa ”include” jokainen komponentin yksittäinen sisältö on pilkottu omiin 
tiedostoihin. Esimerkiksi kuviossa 8 esitetyn blog-komponentin sisältö ”Kirjoita 
blogiteksti” ja ”Asetukset” ovat omissa tiedostoissaan. Kuvion 8 osio ”Kirjoita 
blogiteksti” on tiedosto ”blog-writebox.php” kansiossa ”include/blog”, jolloin sen 
sisältö haetaan kantaolion content-metodia käyttäen: $_dev -> content(’blog/blog-
writebox’);. Tämä mahdollistaa että ”Kirjoita blogiteksti”-osio voidaan lisätä 
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käyttäjäasetuksista sellaisenaan hallintapaneelin etusivulle. Kantaolion content-
metodi käsittelee tiedostopäätteet, eli käytännössä se hakee tiedostoa päätteillä 
.php, .html sekä .htm. Mikäli mitään näistä tiedostoista ei löydy, palautetaan 
virhesivu. Jotta komponenttien kansiorakenne pysyy selkeänä, on hyvä sijoittaa 
esimerkiksi ”script”-kansiossa olevat komponentin javascript-tiedostot 
alikansioon, joka nimetään komponentin nimen mukaisesti. 
 
 
KUVIO 9. Esimerkki komponentin määrittelytiedostosta 
Kuviossa 9 on esitetty tietoja, joita komponentin määrittelytiedostossa tulee olla. 
Tällaisia tietoja ovat komponentin nimi, versionumero sekä komponentin symboli. 
Symboli valitaan DevEnginessä käytettävän glyphicons-kirjaston ikoneista 
(Glyphicons 2014). Komponentin perustiedot tallennetaan tiedostoon 
komponentinnimi.dev, joka sijoitetaan kansion components juureen. Lisäksi 
komponentin määrittelytiedostoon tulee lisätä kaikki komponentin toiminnan 
kannalta välttämättömät tiedostot. 
Javascript-tiedostojen sisällyttäminen sivulle tapahtuu kantaolion metodilla script. 
Eli ”html”-kansiossa olevaan tiedostoon lisätään $_dev -> script(”blog/index”), 
joka hakee tiedostoa ”index.js” hakemistosta cpanel\script\blog. Script-metodi 
voidaan määritellä hakemaan javascript-tiedostot asynkronisesti lisäämällä 
metodin toiseksi muuttujaksi ”ajax” ($_dev -> script(’tiedosto’,’ajax’)). Tällöin 
tiedostoa ladattaessa varmistetaan, ettei kyseistä tiedostoa ole jo ladattu ja sen 
sisältöä suoritettu. CSS-tiedostojen sisällyttäminen sivuille tapahtuu muutoin 
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samoin, mutta kutsuttava metodi on css, ja tämä tulee tehdä HTML-dokumentin 
head-osiossa. 
4.2.3 Tyylit 
DevEngine sisältää frameworkiksi kutsuttavan ”framework.css”-tyylitiedoston, 
johon on koottu yleisesti käytettäviä tyylejä sivuston ulkoasuun liittyen. 
Frameworkin sisältämien CSS-luokkien avulla voidaan merkittävästi vähentää 
elementtien yksilöityjen tyylien määrää. Tällä tarkoitetaan että HTML-
merkintäkielessä elementeille on mahdollista määritellä luokkia (class) ja id:itä, 
joiden avulla tyylejä pystytään kohdistamaan eri elementeille. Frameworkista 
löytyy esimerkiksi määritelty luokka w50, joka tarkoittaa että kyseinen elementti 
saa CSS-tyylin width: 50%. Lisäksi framework on suunniteltu siten, että sivuista 
voidaan helposti toteuttaa responsiivinen eli näytön resoluution suhteen 
mukautuva versio. Määrittämällä elementille luokat w50 ja m100, on elementti 
riittävän suuren resoluution näytöllä puolet isäntä-elementin leveydestä, mutta 
esimerkiksi mobiililaitteella resoluution ollessa pieni elementin leveys on sama 
kuin isäntä-elementillä. Responsiivinen suunnittelu on nykyisin suosittua 
nettisivujen toteutuksessa mobiililaitteille. Käytännössä responsiivisessa 
suunnittelussa käytetään CSS:n tarjoamia media-ehtoja, joiden avulla voidaan 
esitellä luokkia, jotka ovat käytössä vain kun resoluutio on ehdossa määritellyn 
mukainen. On tärkeää että nämä ehtojen sisällä olevat luokat esitellään vasta css-
tiedoston lopuksi, jotta ne korvaavat käytettäessä aiemmat määritykset. (Smashing 
magazine 2011.) ”Framework”-tiedosto on koottujen tyylien vuoksi melko 
suurikokoinen, joten ennen sivuston julkaisua on hyvä karsia käyttämättömät 
luokat pois. Tämä onnistuu käyttäen David Walshin kehittämää javascript-lisäosaa 
Helium, joka tunnistaa sivuston css-tiedostoista käyttämättömät luokat ja id:t. 
(David Walsh 2014.) 
DevEngineen on myös integroitu suosittu javascript-kirjasto jQuery sekä jQuery 
UI, joita käytetään vuorovaikutteisen käyttökokemuksen luomiseksi (jQuery 
2014d). Järjestelmään on kehitetty omia javascript-lisäosia jQueryn avulla. Yksi 
tällainen on ilmoitusten näyttämiseen tarkoitettu probe-niminen lisäosa. 
Asetuksiksi sille annetaan ilmoituksen tyyppi (error/warning/success), näytettävä 
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viesti sekä kuinka pitkään ilmoitus näkyy. Probella ilmoituksia luotaessa ne 
tulevat näkyviin oletuksena näytön oikeaan alakulmaan. DevEnginessä on myös 
confirm-lisäosa, joka on kehitetty vastaamaan javascriptin alert-funktiota. 
Confirmin avulla saadaan luotua yhdenmukaisesti tyylitelty vahvistuskysely. Sitä 
käytetään esimerkiksi sisältöä poistettaessa, jolloin on hyvä varmistaa toiminto, 
ettei tietoja poisteta vahingossa. Lisäosalle confirm kerrotaan vahvistuslaatikossa 
olevan otsakeosion teksti, vahvistettavaa tapahtumaa kuvaava teksti sekä 
näppäimet jotka vahvistuslaatikossa näkyy. Yleensä vaihtoehdot ovat vahvistaa tai 
peruuttaa ja näille näppäimille esitellään funktio, jossa kerrotaan mitä tapahtuu 
sen jälkeen, kun näppäintä painetaan. 
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5 TYÖAJANHALLINTA 
Tässä luvussa käsitellään selainpohjaisen työajanhallintapalvelun toteutusta. 
Palvelu kehitetään responsiivisen suunnittelun periaatteiden mukaisesti, jolloin 
näkymä muuttuu näytön resoluution mukaan. Tämä takaa, että sitä voidaan 
käyttää mobiili- ja työpöytälaitteilla ilman että käyttökokemus muuttuu 
merkittävästi. Työajanhallintapalvelussa päädyttiin käyttämään 
tietokantamoottoria MySQL. 
5.1 Yrityksen rekisteröityminen 
Yrityksen rekisteröitymisessä on kolme vaihetta: ensin syötetään tiedot, sen 
jälkeen tarkistetaan syötetyt tiedot ja vahvistetaan tietojen lähetys. Lopuksi 
käyttäjälle näytetään yhteenvetona järjestelmään luotu tunnus, salasana sekä 
syötetyt tiedot. Kun yritys rekisteröityyy palveluun, vaaditaan siltä pakollisina 
tietoina y-tunnus, yrityksen nimi, osoitetiedot sekä yhteyshenkilön tiedot. Mikäli 
yritys syöttää valinnaisiin kohtiin puhelinnumeron sekä sähköpostiosoitteen, eivät 
nämä tiedot ole yhteyshenkilön kohdalla pakolliset. Muussa tapauksessa 
yhteyshenkilöltä vaaditaan etunimen, sukunimen sekä syntymäajan lisäksi 
pakollisina tietoina puhelinnumero sekä sähköpostiosoite. Tietojen 
syöttövaiheessa sivulla on lomake (form-elementti), joka sisältää text-tyyppiset 
syötekentät (input-elementit) jokaista syötettävää tietoa varten. Kun tiedot on 
syötetty ja käyttäjä haluaa vahvistaa tiedot, tarkistetaan javascriptin avulla että ne 
on syötetty oikein. 
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KUVIO 10. Rekisteröitymistietojen tarkistus 
Kuviossa 10 on esitetty javascript-koodi syötettyjen tietojen tarkistuksesta. Tämä 
toteutetaan jQueryn each-silmukalla, jonka avulla voidaan käydä yksitellen läpi 
jokainen valitsinta (selector) vastaava elementti, tässä tapauksessa jokainen 
lähetettävässä lomakkeessa oleva syötekenttä (jQuery 2014a). Silmukassa 
syötekentän arvo asetetaan tietojen vahvistamissivulle sille varattuun elementtiin. 
Lisäksi tarkistetaan, että kaikki pakolliset tiedot on annettu. Pakolliset kentät 
tunnistetaan syötekentälle asetetun ”data-optional”-arvon perusteella ja se, onko 
tieto annettu, tarkistetaan vertaamalla syötekentän arvon pituutta nollaan. Lopuksi 
tarkistetaan vielä, että tiedot, jotka tulee syöttää tietyssä formaatissa, on syötetty 
oikein. Oikean formaatin tunnistamiseksi käytetään apuna säännöllisiä lauseita 
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(regular expression, lyhyesti regexp). Säännöllisten lauseiden avulla voidaan 
määritellä, että annettu syöte noudattaa määriteltyä kaavaa. (w3schools 2014.) 
Mikäli tiedot ovat puutteellisia tai väärässä formaatissa, annetaan siitä käyttäjälle 
ilmoitus probe-lisäosalla. 
 
 
KUVIO 11. Yrityksen rekisteröitymistietojen lähetys palvelimelle 
Kun tiedot on vahvistettu, laukaistaan kuviossa 11 esitetty jQueryn formiin 
kohdistettu submit-tapahtuma, jossa varmistetaan että jokainen vaadittu tieto on 
syötetty. Kuviossa 11 on esitetty post-datan lähetys jQueryn avulla. Ensin luodaan 
lomakkeen syötekenttien datasta json-olio jQueryn metodilla serializeArray. 
SerializeArray käy läpi lomakkeen syötekentät ja kokoaa niistä json-olion (jQuery 
2014c). Json-olio on kokoelma järjestelemättömiä nimi-arvo-pareja (Json 2011). 
Tähän dataan lisätään javascriptin push-metodilla vielä tunnus siitä, mikä 
tapahtuma on kyseessä, koska SQL-tiedostot on toteutettu siten, että yhteen 
tiedostoon kirjoitetaan kaikki samaan komponenttiin liittyvät SQL-kyselyt. Tällä 
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pyritään siihen, että myöhemmin on tarvittaessa helpompi löytää kaivatut kyselyt. 
Kun lähetettävä data on kasassa, lähetetään json-olio palvelimelle metodilla 
$.post(”verkko-osoite”,data,function(result){},’json’). Edellä esitetyssä data on 
json-olio ja function(result) suoritetaan, kun palvelimelta saadaan vastaus. 
Muuttuja result pitää sisällään kaiken datan mitä palvelimelta on lähetetty takaisin 
käyttäjälle. Funktion lopussa oleva ”json”-määritys kertoo, että palvelimen 
palautuksen odotetaan olevan json-olio, johon saadaan eroteltua dataa 
taulukkomaisesti. (jQuery 2014b.) 
 
 
KUVIO 12. PHP-skripti yrityksen rekisteröimiseksi 
Kuviossa 12 esitetyssä PHP-skriptissä sanitoidaan aluksi kaikki post -muuttujasta 
haettavat tiedot ja luodaan yritykselle työntekijöiden rekisteröintiin ohjaava linkki. 
Tämä tapahtuu siten, että yrityksen nimestä poistetaan erikoismerkit, korvataan 
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välit väliviivalla sekä isot kirjaimet pienillä. Esimerkiksi Yritys Oy:lle kyseinen 
linkki olisi yritys-oy. Tämän jälkeen yrityksen tiedot tallennetaan tietokantaan ja 
haetaan lisätyn rivin id tietokantalaajennoksen metodilla insert_id. Metodi 
insert_id pohjautuu PHP:n mysql_insert_id-funktioon, joka palauttaa viimeksi 
lisätyn tietokantarivin id:n. (PHP 2014f.) Seuraavaksi yhteyshenkilölle 
generoidaan 8-merkkinen tunnus sekä salasana. Tunnus kootaan annetun etu- ja 
sukunimen 4 ensimmäisestä merkistä. Jos etu tai sukunimi on lyhyempi kuin neljä 
merkkiä, lisätään tunnuksen perään numeroita siten, että tunnuksesta tulee 8 
merkkiä pitkä. Mikäli tunnus on jo käytössä, haetaan tunnuksen viimeisen merkin 
tilalle numero. Salasana tuotetaan PHP:n chr- ja rand-funktioiden avulla. 
Funktiolle chr annetaan parametrina halutun merkin ascii-arvo, jonka perusteella 
se palauttaa ascii-arvon mukaisen merkin (PHP 2014g). Rand-funktiolle annetaan 
parametrina arvottavan luvun ala- ja yläraja. Tämän jälkeen rand-funktio palauttaa 
arvotun luvun määritellyltä väliltä, joka tässä tapauksessa on 48-123. (PHP 
2014d.) Tämä luku kuvastaa salasanaan tulevan merkin ascii-arvoa. Palvelussa on 
oletuksena kaksi eri käyttäjätasoa. Nämä ovat admin ja työntekijä. Admin-
tasoisella käyttäjällä on oikeudet kaikkiin palvelun yrityksille suunnattuihin 
ominaisuuksiin. Työntekijällä on oikeudet hallita omia työaikaraporttejaan ja 
nähdä sille suunnatut tiedotteet. Yhteyshenkilölle annetaan oletuksena admin-
tason oikeudet. 
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KUVIO 13. Rekisteröitymistietojen yhteenveto 
Mikäli rekisteröityminen onnistui, näytetään käyttäjälle kuvion 13 mukainen 
yhteenveto rekisteröidyistä tiedoista. Yhteenvedossa palautetaan käyttäjälle 
rekisteröidyn yhteyshenkilön tunnus ja salasana sekä muut syötetyt tiedot. Tämän 
lisäksi rekisteröitymistiedot lähetetään yritykselle tai yhteyshenkilölle 
määritettyyn sähköpostiosoitteeseen PHP:n mail()-funktiolla. Ensisijaisena 
lähetysosoitteena on yhteyshenkilön sähköposti. 
5.2 Työntekijän rekisteröityminen 
Työntekijän rekisteröitymisnäkymä aukeaa automaattisesti, kun rekisteröitymis-
sivun osoitteen perään lisätään yrityksellä oleva osoite eli tietokannan kenttä 
”href”. 
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KUVIO 14. Työntekijän rekisteröityminen (mobiilinäkymä) 
Työntekijän rekisteröitymissivu on toteutettu yrityksen rekisteröitymisen tavoin 
lomakkeella (form-elementti), jossa on jokaiselle syötettävälle tiedolle syötekenttä 
(input-elementti). Kuviossa 14 on esitetty rekisteröitymissivun muuntuminen 
mobiilinäkymän mukaiseksi. Tämä on toteutettu DevEnginen frameworkin avulla 
määrittelemällä syötekentille luokat w33 ja m100, jotka tarkoittavat, että suurella 
resoluutiolla kentät ovat kolmasosan isäntä-elementin leveydestä ja pienellä 
resoluutiolla koko isäntä-elementin levyisiä. Työntekijän rekisteröitymisessa on 
yrityksen tavoin kolme vaihetta: tietojen syöttäminen, vahvistaminen sekä 
yhteenveto. Syötetyt tiedot tarkistetaan samoin kuin yrityksen rekisteröitymisessä. 
Tiedot lähetetään palvelimelle niin ikään jQueryn tarjoamalla post-metodilla json-
oliona. 
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KUVIO 15. PHP-skripti käyttäjän lisäämiseksi 
Kuviossa 15 on esitetty työntekijän rekisteröitymisen käsittelevä PHP-skripti, 
jossa ensimmäiseksi haetaan osoitteesta yritykseen ohjaava linkki ja sanitoidaan 
se. Tämän jälkeen käyttäjän syöttämät tiedot asetetaan muuttujiin sanitoituna. 
Työntekijälle asetetaan käyttäjäryhmäksi oletuksena työntekijät-ryhmä, jonka id 
haetaan tietokannasta. Ennen kuin tiedot tallennetaan, generoidaan käyttäjälle 
tunnus ja salasana, minkä jälkeen tiedot tallennetaan tauluun ”aktivoi”. 
Työntekijän rekisteröityminen tulee vielä vahvistaa yrityksen toimesta, ennen kuin 
palvelua pääsee käyttämään. Tämä siksi, että osoiteriville kirjoitettava linkki on 
selkokielinen, joten rekisteröitymään saattaa päästä yritykseen kuulumaton 
henkilö. Linkki halutaan kuitenkin pitää selkokielisenä, jotta se olisi helpompi 
muistaa. Kun yritys vahvistaa rekisteröitymispyynnön, työntekijän tiedot 
siirretään tauluun ”tyontekija”, ja mikäli työntekijä on määrittänyt 
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sähköpostiosoitteen, lähetetään ilmoitus rekisteröitymisen vahvistamisesta PHP:n 
mail-funktiolla. 
5.3 Käyttäjien hallinta 
Käyttäjien hallintasivulle tulostetaan lista vahvistamattomista rekisteröitymisistä 
sekä jo vahvistetuista käyttäjistä. 
 
 
KUVIO 16. Näkymä käyttäjien hallinnasta 
Rekisteröitymisen vahvistaminen tapahtuu hallintapaneelista käyttäjien hallinnan 
kautta. Käyttäjien hallinta näkyy vain admin-tason käyttäjille, ellei yrityksellä ole 
erikseen luotua ryhmää, jolle on sallittu käyttäjien hallinta. Kuten kuviossa 16 on 
esitetty, käyttäjien hallinnassa pääsee vahvistamaan rekisteröitymispyyntöjä, 
vaihtamaan käyttäjien ryhmiä ja poistamaan käyttäjiä. Käyttäjien tiedot listataan 
taulukkoon (table-elementti) omille riveilleen. Lisäksi jokaisen käyttäjän kohdalle 
lisätään näppäin käyttäjätilin poistamiseksi sekä alasvetovalikko (select-elementti) 
josta voi vaihtaa käyttäjän ryhmän. Käyttäjän ryhmää ei kuitenkaan voida vaihtaa, 
mikäli sen ryhmä on admin, eikä yrityksellä ole muita admin-tason käyttäjiä. 
Tiedot yritykseen kuuluvista työntekijöistä haetaan yksinkertaisella SQL-
kyselyllä, jonka ehtona on, että haettavien rivien kenttä ”yritys_id” on sama kuin 
kirjautuneella käyttäjällä. Yrityksen id saadaan kantaolion metodilla 
access(”yritysid”). Vahvistamattomien käyttäjien taulukossa on rekisteröityneiden 
käyttäjien perustiedot sekä näppäimet (button-elementit) ”vahvista” ja ”hylkää”. 
Kun rekisteröityminen halutaan vahvistaa tai hylätä, painetaan vahvistettavan 
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käyttäjän kohdalla olevaa ”hyväksy” tai ”hylkää” näppäintä, jolloin käyttäjältä 
kysytään vielä vahvistus confirm-lisäosan avulla. Mikäli vahvistuslaatikossa 
painetaan näppäintä ”kyllä”, palvelimelle lähetetään post-kutsu, joka sisältää 
vahvistettavan käyttäjän id:n sekä suoritettavan operaation tunnisteen. Käyttäjän 
id saadaan painetun näppäimen data-id-arvosta. 
 
 
KUVIO 17. SQL-kyselyt käyttäjän aktivoimisesta 
Kuviossa 17 on esitetty, kuinka tietokannassa siirretään rivi toiseen tauluun. Ensin 
kerrotaan alkavasta transaktiosta, eli mikäli transaktion sisällä jossakin kyselyssä 
tapahtuu virhe, mitätöidään siihen asti suoritetut kyselyt. Varsinaista siirtoa ei 
tapahdu, vaan ensin lisätään haluttu rivi taulusta ”aktivoi” tauluun ”tyontekija”, 
minkä jälkeen poistetaan lisätty rivi taulusta ”aktivoi”. Lopuksi kerrotaan vielä, 
että transaktio on päättynyt. Mikäli käyttäjän rekisteröityminen hylätään, 
suoritetaan vain kuviossa 17 nähty SQL:n delete-kysely. 
Käyttäjien hallintaan liittyy myös ryhmien hallitseminen, jota varten on erillinen 
näkymä. Tässä näkymässä on lomake (form-elementti), jossa on yksi syötekenttä 
(input-elementti) luotavan käyttäjäryhmän nimeä varten sekä submit-tyyppinen 
näppäin (button-elementti) käyttäjäryhmän lisäämiseksi. Kun käyttäjäryhmä 
halutaan lisätä, tarkistetaan, että nimikenttä ei ole tyhjä, minkä jälkeen lähetetään 
palvelimelle post-kutsu, jossa on syötekentän arvo sekä tunniste suoritettavasta 
toiminnosta. Palvelimella oleva skripti lisää tauluun ”kayttajaryhma” uuden rivin, 
jonka yritys-id:ksi asetetaan sama kuin kirjautuneella käyttäjällä on ja ryhmän 
nimeksi post-muuttujasta saatu arvo sanitoituna. Tämän jälkeen käyttäjä ohjataan 
valitsemaan luodulle ryhmälle komponenttien käyttöoikeudet. Lisäksi ryhmien 
hallintasivulla näytetään lista jo lisätyistä ryhmistä sekä napit ryhmän 
poistamiseksi ja oikeuksien hallitsemiseksi. Kun ryhmä halutaan poistaa, 
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tarkistetaan tietokannasta, löytyykö kyseiselle ryhmälle lisättyjä käyttäjiä. Mikäli 
löytyy, annetaan käyttäjälle poiston vahvistamislaatikossa alasvetovalikko (select-
elementti), johon on listattu saatavilla olevat ryhmät. Alasvetovalikosta valitaan 
ryhmä, joka asetetaan niille käyttäjille, jotka kuuluvat poistettavaan ryhmään. 
Oletuksena alasvetovalikossa on valittu työntekijäryhmä. Mikäli painetaan 
näppäintä ryhmän oikeuksien muokkaamiseksi, ohjataan käyttäjä uudelle sivulle, 
jossa näytetään lista työkaluista sekä checkbox-tyylinen valinta, onko ryhmällä 
oikeus käyttää työkalua. Työkalujen listassa checkboxit on oletuksena sen 
hetkisten asetusten mukaisessa asennossa. 
5.4 Työkohteet 
Yritykset voivat lisätä palveluun työkohteita, jolloin työntekijöiden työaikaraportit 
linkitetään tiettyyn työkohteeseen. Tämän avulla voidaan antaa yritykselle 
havainnollistavaa statistiikkaa eri työkohteisiin käytetyistä resursseista. 
Työkohteiden hallinta toteutetaan uutena komponenttina, jotta siitä voidaan 
asettaa osia näkymään suoraan hallintapaneelin työpöydällä käyttäjän kirjauduttua 
sisään. 
Työkohteen lisäämistä varten sivulla on lomake (form-elementti), jossa on 
syötekentät (input-elementit) jokaiselle syötettävälle tiedolle. Ainoana pakollisena 
täytettävänä kenttänä on työkohteen nimi. Valinnaisesti voidaan syöttää 
työkohteelle osoitetiedot sekä työkohteen identifioiva numerosarja. Kun tiedot on 
syötetty ja painetaan ”Tallenna”-näppäintä, tarkistetaan javascriptin avulla, että 
ainakin työkohteen nimi on syötetty. Tämän jälkeen formin tiedot lähetetään 
palvelimelle post-kutsuna. Palvelimella oleva PHP-skripti vastaanottaa tiedot ja 
sanitoi jokaisen syötteen. 
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KUVIO 18. PHP-skripti työkohteen lisäämisestä 
Kuviossa 18 on esitetty PHP-skripti sen jälkeen, kun käyttäjäsyöte on sanitoitu. 
Ensin haetaan kirjautuneen käyttäjän yritys, jonka jälkeen työkohteen tiedot 
lisätään tietokantaan ja palautetaan käyttäjälle tiedot operaation onnistumisesta. 
 
 
KUVIO 19. Työkohdelistan ulkoasu 
Työkohteet listataan taulukkoon (table-elementti) kuvion 19 mukaisesti. Jokaiselle 
lisätylle työkohteelle tulostetaan rivi, josta käyvät ilmi lisättyjen työkohteiden 
tiedot sekä näppäimeksi muotoiltu linkki työkohteen muokkaamiseen ja 
painettava näppäin kohteen poistamiselle. 
 
 
KUVIO 20. PHP-skripti työkohteiden listaamisesta 
Kuviossa 20 on esitetty PHP-skripti yritykselle lisättyjen työkohteiden 
listaamiseksi. Listauksessa suoritetaan ensin tietokantakysely kirjautuneen 
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käyttäjän yritys-id:n perusteella, minkä jälkeen tarkistetaan, löytyykö osumia. 
Mikäli työkohteita löytyy, käydään jokainen osuma läpi tietokantalaajennoksen 
tarjoamaan fetch_array-metodin avulla ja tulostetaan taulukkoon uusi rivi. 
Tietokantalaajennoksen metodi fetch_array pohjautuu PHP:n tarjoamaan 
funktioon mysql_fetch_array, joka palauttaa aina seuraavan tietokannasta 
löytyvän rivin tiedot taulukkona niin pitkään kuin uusia rivejä löytyy (PHP 
2014e).  
Työkohteiden muokkaus tapahtuu samankaltaisesti kuin lisääminenkin sillä 
erotuksella, että työkohteen lisäämislomakkeessa olevan hidden-tyyppisen ”edit”- 
syötekentän arvoksi asetetaan muokattavan työkohteen id. Hidden-tyyppiset 
syötekentät ovat näkymättömiä kenttiä. 
 
 
KUVIO 21. PHP-skripti työkohteen muokkaamisesta 
Kuviossa 21 on esitetty PHP-skripti työkohteen muokkaamiseksi. Merkittävin ero 
työkohteen lisäämiseen nähden on SQL-kysely update. Työkohdetta päivitettäessä 
tulee myös varmistaa, että muokkaavalla käyttäjällä on oikeus muokata kyseistä 
työkohdetta. Tämä varmistetaan asettamalla update-kyselyyn kaksi ehtoa; 
tietokantaan muokattavan rivin ”id” on sama kuin post-muuttujasta saatu ja 
”yritys_id” sama kuin kirjautuneella käyttäjällä. Lopuksi palautetaan json-olio 
operaation onnistumisesta. 
Työkohteen poistaminen tapahtuu painamalla työkohteiden taulukossa näppäintä 
poista, joka laukaisee siihen sidotun jQueryn click-tapahtuman. Tässä 
tapahtumassa esitellään funktio, joka hakee painetulta näppäimeltä ”data-id”-
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attribuutin arvon, joka on työkohteen id-tietokannassa. Tämän jälkeen käyttäjältä 
kysytään varmistus työkohteen poistamiseksi. Lopuksi jQueryn post-metodilla 
lähetetään PHP-skriptille työkohteen id sekä tunniste, että halutaan poistaa 
työkohde. 
 
 
KUVIO 22. PHP-skripti työkohteiden poistamisesta 
Kuten kuviossa 22 on kuvattu, työkohteita poistettaessa tulee varmistua 
muokkaamisen tavoin, että käyttäjä kuuluu yritykseen, jonka työkohdetta ollaan 
poistamassa. Lisäksi tarkistetaan, ettei sitä ole asetettu minkään työaikaraportin 
työkohteeksi ja mikäli on, annetaan siitä ilmoitus eikä työkohdetta poisteta. 
Poistaminen tapahtuu SQL-komennolla delete antaen sille ehdoiksi, että kentät 
”id” ja ”yritys_id” täsmäävät post-muuttujasta saadun työkohteen id:n sekä 
kirjautuneen käyttäjän yritys-id:n kanssa. 
5.5 Työaikaraportit 
Työaikaraportteja tarkasteltaessa käyttäjälle näytetään lista jo lisätyistä raporteista 
sekä linkit uuden raportin luomiseen. Raporttien listaaminen tapahtuu sql:n select-
kyselyllä, jonka ehtona on, että tietokannasta haettavien raporttien kenttä 
”kayttaja_id” on sama kuin kirjautuneella käyttäjällä. Tämän jälkeen jokaisen 
raportin tiedot tulostetaan taulukkon (table-elementti) omille riveilleen. Lisäksi 
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raportin yhteyteen tulostetaan näppäimeksi muotoiltu linkki sen muokkaamiseksi 
sekä ”Poista”-näppäin. 
Työaikaraportin lisääminen tapahtuu lomakkeella (form-elementti), jossa on 
syötekentät (input-elementit) jokaista syötettävää tietoa varten. Lisääminen vaatii 
käyttäjältä työkohteen valitsemisen, työn alkamis- ja päättymispäivän sekä 
alkamis- ja päättymiskellonajan ja kuvauksen työpäivän kulusta. Työn alkamis- ja 
päättymispäivä otetaan erillisinä kenttinä, koska työpäivän on mahdollista alkaa ja 
päättyä eri päivänä. Lomakkeessa on hidden tyyppinen input-kenttä, jonka id- ja 
name-arvona on ”edit”.  Tämän kentän arvo on oletuksena ”false”, mutta 
muokattaessa työaikaraporttia sen arvoksi asetetaan muokattavan raportin id. 
Oletuksena lomakkeeseen täytetään päivämääräksi sen hetkinen päivämäärä, joka 
saadaan PHP:n funktiolla date. Date-funktiolle annetaan ensiksi string-tyyppinen 
muuttuja, josta ilmenee haluttu ajan esitysformaatti. Toisena muuttujana sille 
voidaan antaa aikaleima, jonka perusteella päiväys luodaan. Mikäli aikaleimaa ei 
anneta, luodaan päiväys sen hetkisen ajan perusteella. (PHP 2014b.) 
Alkamisajaksi esitäytetään oletuksena 08:00 sekä päättymisajaksi 16:00. Käyttäjä 
voi kuitenkin asetuksistaan vaihtaa työpäivän oletettavat alkamis- ja päättymisajat, 
jolloin lomake esitäytetään käyttäjän antamilla arvoilla.  
 
 
KUVIO 23. Työaikaraportin lisäämislomake 
Kun käyttäjä vahvistaa lomakkeen lähettämisen, tarkistetaan javascriptillä, että 
jokainen kenttä on täytetty oikeassa formaatissa. Mikäli näin ei ole, korostetaan 
väärin täytetyt kentät kuvion 23 mukaisesti punaisella reunuksella ja ilmoitetaan 
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käyttäjälle väärin täytetyistä kentistä ohjeistaen oikea formaatti. Kun tiedot on 
oikeassa formaatissa ja työaikaraportti tallennetaan, serialisoidaan lomakkeen 
syötekentistä json-olio, ja lähetetään se palvelimelle. Palvelimella post-
muuttujissa oleva data asetetaan sanitoituna muuttujiin, jonka jälkeen tietokantaan 
tallennetaan uusi rivi, jonka kenttään ”kayttaja_id” asetetaan kirjautuneen 
käyttäjän id. Tämä saadaan kantaolion metodilla access(”userid”). 
Työaikaraportti muokataan valitsemalla ensin työaikaraporttien listauksesta 
muokattava raportti, minkä jälkeen käyttäjä ohjataan uudelle sivulle. Muokattavan 
raportin tiedot haetaan osoiteriviltä saatavan raportin id:n perusteella. Tämän 
vuoksi tietoja haettaessa tulee varmistaa, että muokattava raportti on kirjautuneen 
käyttäjän. Jos käyttäjä yrittää muokata jonkun toisen lisäämää raporttia, annetaan 
tästä ilmoitus, eikä lomaketta tulosteta. Muutoin muokkausta varten on työaikojen 
lisäämistä vastaava lomake esitäytettynä aiemmin raporttiin annetuilla tiedoilla. 
Kun muokattavan kohteen tiedot vahvistetaan, tarkistetaan javascriptillä tietojen 
oikea formaatti ja lähetetään tiedot post-kutsulla palvelimelle. PHP-skriptissä 
tarkistetaan vielä, että raportti on kirjautuneen käyttäjän, minkä jälkeen 
tietokantaan päivitetään uudet tiedot. 
Mikäli työaikaraportti aiotaan poistaa, kysytään käyttäjältä vahvistus, minkä 
jälkeen palvelimelle lähetetään post-kutsu, jossa on poistettavan työaikaraportin 
id. PHP-skriptissä tarkistetaan, että poistettava raportti on kirjautuneen käyttäjän, 
jonka jälkeen suoritetaan SQL-kysely delete ja palautetaan ilmoitus sen mukaan, 
onnistuiko kysely vai ei. Mikäli kysely onnistui, poistetaan kyseinen 
työaikaraportti jQueryn avulla käyttäjälle näkyvästä listasta. 
5.6 Statistiikka 
Jotta työajanhallintapalvelusta saataisiin mahdollisimman suuri hyöty, on siinä 
mahdollisuus tarkastella reaaliaikaisesti statistiikkatietoja liittyen työkohteisiin ja 
työntekijöihin. Statistiikkaa esitetään tietokantaan tallennettujen tietojen 
perusteella, ja niiden esittämiseksi käytetään Ole Laursenin kehittämää jQuery-
lisäosaa flot. Flot on ulkoasultaan siisti, helposti muokattava ja monipuolinen 
lisäosa lukuihin perustuvan grafiikan esittämiseen. (Flot 2014.) Työajanhallintaan 
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toteutetaan kaikista työkohteista koostuvan yhteenvetostatistiikan lisäksi myös 
työkohteista ja työntekijöistä yksilöittäin tarkasteltavat statistiikat. 
 
 
KUVIO 24. Statistiikan yhteenvetonäkymä 
Yhteenvetonäkymään on eritelty työkohteisiin käytetyt resurssit kuvion 24 
mukaisesti. Taulukkoon kootaan työkohteessa työskennelleiden eri työntekijöiden 
määrä sekä työkohteeseen käytetyt tunnit yhteensä. Tämä toteutetaan siten, että 
suoritetaan SQL-kysely, jossa haetaan työkohteet kirjautuneen käyttäjän yritys-
id:n perusteella. Tietokannasta löytyvät rivit talletetaan taulukkomuuttujaan 
$tyokohteet tietokantalaajennoksen metodin fetch_array avulla. Tämän jälkeen 
muuttuja $tyokohteet käydään läpi foreach silmukassa. Foreach on PHP:n 
tarjoama funktio, jolla voidaan käydä läpi kaikki taulukon alkiot. 
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KUVIO 25. PHP-skripti työkohteiden statistiikan kasaamisesta 
Kuviossa 25 on esitetty foreach-silmukka, jossa työkohteista kootaan 
työntekijöiden määrä sekä kohteeseen käytetyt tunnit. Jokaisella kerralla kun 
silmukka pyörähtää ympäri, alustetaan muuttuja $tunnit nollaksi sekä 
ylikirjoitetaan taulukkomuuttuja $tyontekijat tyhjällä taulukolla. Tämän jälkeen 
haetaan tietokannasta työkohteeseen liitetyt työaikaraportit, jotka käydään läpi 
metodilla fetch_array while-silmukassa. Jokaisen työaikaraportin työtunnit 
lisätään muuttujaan $tunnit. Eri työntekijöiden määrän selvittämiseksi myös 
raportin työntekijä-id lisätään taulukkomuuttujiin $tyontekijat ja $kaikkityolaiset 
ellei sitä ole niihin jo lisätty. Se, onko jokin arvo taulukossa, voidaan tarkistaa 
PHP:n funktion in_array avulla. Tälle funktiolle annetaan muuttujina vertailtava 
arvo sekä taulukko, jonka alkioihin sitä verrataan. (PHP 2014d.) Kun jokainen 
työkohteeseen liitetty raportti on käyty läpi, kerätään string-tyyppisiin muuttujiin 
$theader ja $tbody työkohteesta grafiikkana esitettävät tiedot. Lopuksi tulostetaan 
vielä taulukkoon uusi rivi työkohteen tiedoista. Kun kaikki työkohteet on käyty 
läpi, tulostetaan taulukkoon vielä yksi rivi, josta käyvät ilmi kaikkien 
työkohteiden yhteistunnit sekä eri työntekijöiden määrä. Työkohteen grafiikka 
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muodostetaan taulukosta (table-elementti), johon tulostetaan thead-osioon 
muuttujan $theader sisältö ja tbody-osioon muuttujan $tbody. 
 
 
KUVIO 26. Esimerkki flot-lisäosan käytöstä 
Piirasdiagrammi luodaan taulukosta flot-lisäosalla kuvion 26 esittämällä tavalla. 
Taulukolle määritellään luokka ”worksite-chart-pie”. Tämän valitsimen (selector) 
avulla lisäosa flot muodostaa taulukon riveistä diagrammin canvas-elementtiin. 
Lisämäärityksenä kuviossa 26 on esitelty mukautetut otsakkeet diagrammissa 
oleville sarjoille. Diagrammin keskelle jäävä reikä on määritelty asetuksen 
”innerRadius”-avulla, jonka arvo 0.5 tarkoittaa, että reiän halkaisija on puolet 
koko kuvion halkaisijasta. Mobiilinäkymässä diagrammi sekä taulukko ovat koko 
isäntä-elementin levysiä, jolloin ne näkyvät allekkain. 
Työkohteiden tilastoja tarkasteltaessa näytetään taulukossa työaikaraporttien 
perusteella työkohteessa työskennelleiden työntekijöiden tiedot sekä tehdyt 
kokonaistunnit työntekijöittäin. Lisäksi taulukon loppuun tulostetaan käytettyjen 
tuntien kokonaismäärä. 
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KUVIO 27. Pylväsdiagrammi työmaahan käytetyistä tunneista viikottain 
Grafiikkavaihtoehtoja on kahdenlaisia: joko työkohteeseen käytetyt työtunnit ajan 
perusteella pylväsdiagrammina tai vaihtoehtoisesti yhteenvedossa nähty 
piirasdiagrammia mukaileva esitys, jossa on kunkin työntekijän työkohteeseen 
käyttämät prosentuaaliset osuudet. Pylväsdiagrammilla voidaan esittää käyttäjän 
valinnan mukaan kuviossa 27 esitetty viikottainen tai kuukausittainen näkymä. 
Tarkasteltavan työkohteen id saadaan osoiteriviltä kantaolion metodilla 
location(3). Tämä location sanitoidaan, minkä jälkeen tarkistetaan, että esitettävän 
työkohteen tilastot ovat kirjautuneen käyttäjän yrityksen. Tämän jälkeen haetaan 
tietokannasta kaikki työaikaraportit, joilla on tyokohde_id:nä tarkasteltava 
työkohde. Tämän jälkeen raportit käydään läpi fetch_arrayn avulla while-
silmukassa. Tässä silmukassa kootaan erilliseen taulukkomuuttujaan $tyontekijat 
työntekijöittäin tehdyt tunnit sekä työntekijän id. Lisäksi kootaan toiseen 
taulukkomuuttujaan $time joko alkamispäivän kuukausi tai viikko sekä sen kuun 
aikana tehdyt tunnit. Kun tietokannan jokainen osumat on käyty läpi, tulostetaan 
ensin taulukko (table-elementti), johon listataan jokaisen työntekijän kohteeseen 
raportoimat tunnit. Tämän jälkeen tulostetaan vielä toinen taulukko graafista 
esitystä varten. 
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KUVIO 28. Työntekijän tilastot, graafissa viikkonäkymä 
Työntekijöittäin tilastoja tarkasteltaessa tulostetaan kuvion 28 mukainen taulukko, 
jossa on yksi työaikaraportti jokaisella rivillä. Työaikaraportista on esitetty 
päivämäärä, joka muodostetaan työpäivän alkamisajasta, työpäivän alkamis- ja 
päättymiskellonajat, työkohteen nimi sekä kertyneet tunnit. Grafiikkaa on 
mahdollista tarkastella ajan suhteen viikko tai kuukausinäkymässä tai työmaiden 
suhteen, jolloin näytetään piirasdiagrammi, jossa on esitetty työmaihin käytetyt 
prosentuaaliset osuudet kokonaistyötunneista. 
5.7 Käyttäjän asetukset 
Käyttäjä voi muokata asetuksistaan profiilin tietoja sekä palveluun liittyviä 
asetuksia. Profiilin tietojen muokkaus tapahtuu lomakkeella, jossa on syötekentät 
(input-elementit) jokaista syötettävää tietoa kohden. Salasanaa lukuunottamatta, 
käyttäjätietojen muokkauksessa on jokaiselle kentälle esitäytetty käyttäjätilille 
nykyiset asetetut arvot. Vahvistettaessa käyttäjätilin uudet tiedot, kootaan form-
elementin data jQueryn metodilla serializeArray. Tämän jälkeen lisätään luotuun 
json-olioon tunniste, että halutaan muokata käyttäjätietoja, minkä jälkeen data 
lähetetään palvelimelle jQueryn post-metodilla. Palvelimella tiedot talletetaan 
muuttujiin sanitoituna, jonka jälkeen suoritetaan SQL:n update-kysely, jossa 
ehtona on, että muokattavan käyttäjän id on sama kuin kirjautuneella käyttäjällä. 
Palveluun liittyviä asetuksia on esimerkiksi työpäivän oletuksena olevat alkamis- 
ja päättymisaika sekä työpöydälle asetettavat komponentit. Komponenttien 
asetuksien hallintaan käytetään hyväksi DevEnginestä ennestään löytyvää 
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komponenttienhallintaa. Tiedot työpöydällä näkyvistä komponenteista lisätään 
erilliseen tiedostoon userdata.dev. Userdata on niin sanottu asetustiedosto, johon 
voidaan tallentaa vähemmän arkaluontoista dataa. Asetustiedoston etu on se, ettei 
tarvitse yhdistää tietokantaan kun siitä haetaan tietoja. 
 
 
KUVIO 29. Esimerkki userdata-tiedostoon asetetusta datasta 
Kuviossa 29 on esitetty esimerkki userdataan tallennettavasta datasta. Tiedot 
viimeksi vierailluista sivuista löytyvät userdatasta. Aina vierailtaessa sivulla, 
asetetaan userdataan kyseisen sivun arvoksi uusi aikaleima. Viimeksi vieraillut 
sivut esitetään tämän aikaleiman perusteella. Lisäksi userdatasta löytyy jokaiselle 
työpöydälle aktivoidulle komponentille merkintä enable. Periaatteeltaan userdata 
toimii persistenttinä eli pysyvänä taulukkona palvelimella. Userdataan 
taulukoidaan asetukset käyttäjän id:n perusteella. Siihen voidaan kirjoittaa uutta 
dataa komennolla ”config :: write (cache.'userdata.dev', 
array(’userid’,’kenttä’,’arvo’ )”. Mikäli userdatasta löytyy kyseiselle käyttäjälle 
haluttuun kenttään asetettu arvo, se ylikirjoitetaan uudella arvolla. 
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6 YHTEENVETO 
Tämän opinnäytetyön tavoitteena oli suunnitella ja toteuttaa selainpohjainen 
työajanhallintapalvelu, joka huomioi erityisesti rakennusalan tarpeita. 
Kartoitettaessa rakennusalan tarpeita päädyttiin ratkaisuun, että yrityksen tulee 
lisätä palveluun työkohteita, ennen kuin käyttäjä voi raportoida työaikojaan. 
Ratkaisuun päädyttiin muun muassa siksi, että rakennusalan yrityksille tulee 
heinäkuussa 2014 velvollisuus raportoida jokaisen työmaalla työskentelevän 
veronumerot reaaliaikaisesti verohallinnon ylläpitämään veronumerorekisteriin. 
Toisaalta työkohteet mahdollistavat myös yhdenmukaisen työaikojen 
raportoinnin, jonka ansiosta kyetään esittämään tarkempia tilastoja työaikoihin 
liittyen. Työajanhallinta tuli toteuttaa käyttäen toimeksiantajan omaa 
sisällönhallintajärjestelmää DevEngineä. 
Työajanhallintapalveluun saatiin toteutettua työaikojen hallintaan liittyvät 
suunnitellut ominaisuudet. Lisäksi saatiin toteutettua alustava toiminnallisuus 
tilastojen esittämiselle. Varsinaisessa käyttötarkoituksessaan palvelua ei vielä 
ehditty testaamaan, joten toiminnallisuudessa saattaa ilmetä puutteita. Lisäksi on 
mahdollista että testijakson aikana ilmenee tarpeita, joita ei tässä vaiheessa ole 
osattu huomioida. Työtä tehtäessä ei ollut tietoa, miten palvelun laskutus 
tapahtuu, joten tämän varalle ei ole kehitetty toistaiseksi valmista ratkaisua. 
Testijakson on tarkoitus alkaa toukokuun 2014 aikana, ja sen on tarkoitus kestää 
2–3 kuukautta, minkä jälkeen palvelua kehitetään asiakaspalautteen perusteella. 
Mikäli palvelu saa riittävästi kannatusta, tullaan siihen laajentamaan 
ominaisuuksia muidenkin kuin rakennusalan tarpeiden mukaan. Myös työaikojen 
tilastoinnin suhteen on tarkoitus kartoittaa yritysten lisätarpeita. 
Työtä aloitettaessa DevEnginen dokumentaatio oli lähinnä koodissa olevien 
kommenttien varassa, joten tässä työssä esitettyä dokumentaatiota tullaan 
käyttämään muun muassa uusien työntekijöiden perehdyttämisessä. 
Tulevaisuudessa palveluun on tarkoitus kehittää projektisuunnitelmien 
lisääminen. Tämä mahdollistaisi yrityksille helpon tavan seurata, miten hyvin 
resurssien tarve on osattu arvioida. Myös ainakin englannin kielen tuki kehitetään 
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myöhemmin. Lisäksi tullaan tutkimaan mahdollisuuksia kehittää palveluun 
automaattinen tietojen raportointi muun muassa verohallintoon. Toisaalta myös 
palkanlaskentaominaisuuksia pyritään kehittämään, jotta yritykset saisivat 
mahdollisimman suuren hyödyn palvelua käytettäessä. 
Työaikojen hallintaan liittyvät ominaisuudet saatiin toteutettua palveluun. Työssä 
toteutetut ominaisuudet on suunniteltu siten, että niiden pohjalle on mahdollista 
kehittää uusia ominaisuuksia ilman suuria muutoksia. Kaiken kaikkiaan työ 
onnistui hyvin, ja tutkimusvaiheessa ilmeni jo muutamia hyödyllisiä ideoita 
tulevaisuuden kehityksen kannalta. 
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