This article describes a new approach to the unit testing of object-oriented programs, a set of tools based on this approach, and two case studies. In this approach, each test case consists of a tuple of sequences of messages, along with tags indicating whether these sequences should put objects of the class under test into equivalent states and\or return objects that are in equivalent states. Tests are executed by sending the sequences to objects of the class under test, then invoking a user-supplied equivalence-checking mechanism. This approach allows for substantial automation of many aspects of testing, including test case generation, test driver generation, test execution, and test checking. Experimental prototypes of tools for test generation and test execution are described. The test generation tool requires the availability of an algebraic specification of the abstract data type being tested, but the test execution tool can be used when no formal specification is available. Using the test execution tools, case studies involving execution of tens of thousands of test cases, with various sequence lengths, parameters, and combinations of operations were performed. The relationships among likelihood of detecting an error and sequence length, range of parameters, and relative frequency of various operations were investigated for priority queue and sorted-list implementations having subtle errors. In each case, long sequences tended to be more likely to detect the error, provided that the range of parameters was suffkiently large and likelihood of detecting an error tended to increase up to a threshold value as the parameter range increased.
when function f has no side effects on its target object (the object to which the message is sent), the target object of a sequence S.f will be observationally equivalent to the target object of S. Techniques for relaxing restrictions 2, 3, and 4 are discussed in Doong [ 1993] .
Correctness of an ADT Implementation
Consider a class C, intended to implement abstract data type T. Each function in T corresponds to a method of C', and inputting a value of type T to a function corresponds to sending a message to an object of class C. In
Eiffel, constructors and transformers are typically coded as procedures; rather than explicitly returning an object of class C, such a procedure "returns" a value by modifying the state of the object to which it has been applied. An observer can be coded as a function which explicitly returns an object of another class. We will refer to the object which a function or procedure message is sent as the target object and to the object returned as the returned object. For procedures, the target object and the returned object are the same (though typically the value of the target object will be changed by the procedure call). Notice that in addition to explicitly returning an object, a function also implicitly "returns" its target object. If the function is side effect free then the value of the target object will be unchanged by the function call. -Consider the set % consisting of all 3-tuples (S1, S2, tag), where S1 and S2 are sequences of messages, and tag is "equivalent" if S'l is equivalent to S'z according to the specification, and is "not equivalent," otherwise.
-For each element of %, send message sequences S1 and S2 to objects 01
and 02 of C, respectively, then check whether the returned object of 01 is observationally equivalent to the returned object of 02.
-If all the observational equivalence checks agree with the tags, then the implementation is correct; otherwise it is incorrect. Figure  2 , and a screen dump of an ASTOOT session is shown Figure  3 . Figure  4 illustrates the ADT tree pair of Axiom 6 in Figure  1 . For clarity, the edge conditions are 5For ASTOOT to access functions that are hidden in the implementation, the CUT should export these functions to the test driver generated by ASTOOT. In Eiffel this can be achieved by "selective export" to the test driver; in C + + this can be achieved by making the test driver a friend class of the CUT. 6Because the simplifier and the driver generator operate under the assumption that create is the instantiation operation, the compiler makes sure there is a constructor named create in the specification. Also, the simplifier will insist that the first operation of a sequence is the create operation.
.
R. by the user). The driver generator is then invoked on an incorrect implementation of the priority queue (described in Section 5.1). It invokes Eiffel to compile the class under test, generates a test driver for the class, compdes it, then executes the given test cases. The first two test cases detect a bug, while the second two do not. The lower left window shows a small portion of the test driver which was automatically generated by the driver generator.
shown in rectangles in the figure; in the implementation, parameters of operations and the operands in the Boolean expressions are, themselves, represented by ADT trees. The simplifier inputs an operation sequence, supplied by the user, translates it into an ADT tree, and applies the transformations to obtain equivalent operation sequences. The process of simplification is as follows:
(l) Search through the axioms to find an axiom with a left-hand side that matches some partial path of the ADT tree (ignoring the edge conditions).
(2) If an axiom is found, bind all the variables in the axiom to the proper arguments in the partial path of the ADT tree and simplify the argu- (3) Repeat steps 1 and 2 until there is no matching axiom.
In the worst case, the ADT tree arising from a sequence of # operations may have m~' paths, where m is the maximum number of branches in any axiom. To deal with this complexity, the current prototype can operate either in batch mode, which builds the entire equivalent ADT tree, or in interactive mode, which allows the user to selectively guide the construction of a particular path through the tree. In order for the simplifier to work properly, the set of axioms in the specification must be convergent, i.e., the axioms must have the properties of finite and unique termination [Musser 1980 ]. Figure  5 . The simplifier will generate test cases of the form:
(create. add(x) .add(y).delete, create. add(x). equivalent) with the path condition "y > x," and (create. add(x) .add(y).delete, ueate.add(y). equivalent) with the path condition "y < shown in the Appendix. In Figure  6 , (a) is the heap resulting from sequence create. add(5).
add (4) add (3) 
add(4).add(3). add(2) .add(l ).delete, create. add(3) .add(2).add(l ), equivalent). The original
sequence produces a heap with 3 in the root, 1 in the root's left child, and 2 in the root's right child. The simplified sequence produces a heap with 3 in the root, 2 in the root's left child, and 1 in the root's right child. These two heaps are both correct and should be observationally equivalent. However in checking executing EQN to check observational equivalence, we call the erroneous 7Recall that a heap is a complete binary tree in which each node is greater than or equal to its children; in the heap implementation of a priority queue, the delete operation is performed by removing the root, replacing it by the rightmost leaf, then "sifting" that element down to its proper position. 
Results of Priority Queue Case Study
The percentages of test cases that expose the bug in each test set are shown in Figure  7 . Inspection of these graphs shows the following:
For large values of p, the parameter range, long original sequences are better than short ones. However, if the parameter range is too small, longer original sequences may do worse than shorter ones. In fact, the results of test sets R(IOO lo~,, R(IOO lo~}, and R(IOO lo~, are the worst in r = 3, r = 6, and r-= 9 respectively, despite the fact that they have long original sequences.
As the parameter range p increases, test cases tend to get better.
However, in each case there appears to be a threshold above which the error detection probability levels off.
Likelihood of exposing an error depends somewhat on r.
In this buggy implementation, failure only occurred when it was necessary to swap with the rightmost element in the bottom row of the heap. Apparently, the long sequences were potentially more likely to cause the object to enter such a state, either during application of the original or simplified sequences, or through propagation of the error to the EQN operation. However, simply using a long sequence, without regard to the parameters chosen could lead to objects that never get into these "interesting" states. If the range of parameter values is too small, there will be many duplicates in the heap, so when an item is deleted, it is less likely that the sifted item will be strictly smaller than all of the elements it is compared to; thus it is less likely that it was supposed to swap with the bottom row.
Testing a Buggy Implementation of Sorted List
The second case used an abstract data type, sorted list of integer, with six operations, create, add, delete, find, nb_elements, and eqn. The interfaces, preconditions, and informal specification of the sorted list are shown in Figure  8 . The EQN operation compared the lengths of the lists, then compared them element by element. Note that we did not use any formal specification for this sorted list. The test cases were generated by using a C program similar to the one in the case study of priority queue. The sorted list was implemented using a 2-3 tree (a special case of B-tree).
The implementation has approximately 1000 lines of Eiffel 2.1 code, and the buggy version was produced by deleting one particular line from the correct 
2-3 tree only when the following situation occurs:
A node (( 0 ) in Figure 9 (a)) has three children, such that the first child ( of a!) has three children, and both the second child (~) and the third child (y) have two children.
One of of y's children is then deleted.
For example, after deleting 6 of y from the 2-3 tree in Figure 9 (a), the correct procedure is:
(1) copy 5 from /? to y, (3) copy 3 from a to P, and (4) delete 3 from a.
The line that is missing from the buggy version does step (4) in the above procedure.
As illustrated in Figure  9 , deleting 6 from (a) will get 2-3 tree (c). 
