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Abstrakt 
Tato bakalářská práce se zabývá systémem pro získávání dat o leteckých trasách z webových portálů 
aerolinek. Práce popisuje problematiku získávání dat z webových portálů, jazyk UML a jeho úlohu 
při návrhu aplikace, samotný návrh systému a jeho architekturu. Podstatná část práce se věnuje 
implementaci aplikace, která je rozdělena do systémové služby, webového administrátorského 
rozhraní a webových služeb. Reálné využití aplikace je možné například jako datový zdroj pro jiné 
webové aplikace, které umožní centrální vyhledávání leteckých spojení napříč všemi aerolinkami, 





This bachelor`s thesis describes flying routes data mining system from web portals. It deals with 
questions of data mining from web portals, the UML language and its role within design of 
application and also with its architecture. The main part of thesis follows implementation of 
application, which is divided into parts windows service, administration web interface and web 
services. The real usage of application is for example as data source for other web applications, which 
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Počítače a informační technologie jsou čím dál více vyspělejší a stávají se běžnou součástí našeho 
života. Mnoha společnostem usnadňují práci a umožňují kontakt se zákazníky například tím, že 
pomocí webových portálů nabízejí své služby. Výjimkou nejsou ani letecké společnosti, pro které se 
internet a webové portály staly hlavním prostředkem v komunikaci s jejich zákazníky. 
 Současné letecké společnosti se nezaměřují jen na přepravu zákazníků, ale kromě letů 
nabízejí také rezervace hotelů, zapůjčení automobilů, sjednání cestovního pojištění apod. Aerolinky 
se tak stávají společnostmi poskytujícími různorodé služby. Avšak i přes tento trend zůstává stále 
jejich hlavním úkolem rezervace, prodej letenek a s tím související vyhledání leteckého spojení. 
 Zároveň s tím, jak letecké společnosti nabízejí na svých webových portálech více produktů, 
se stávají tyto služby komplexnějšími a navzájem na sebe provázanějšími, ale také i více složitějšími 
a nepřehlednějšími. Pokud tedy zákazník chce na webovém portálu některé aerolinky vyhledat letecké 
spojení z jedné destinace do druhé, téměř vždy je nucen začít jinou akci, nejčastěji rezervaci letenky. 
Také musí zadat ostatní informace (pro potřeby vyhledání leteckého spojení často nepodstatné), jako 
například: počet cestujících (ti se dělí podle věku do různých kategorií, podle kterých se pak odvíjí 
i cena letenky), místo prodeje letenky, stanovení skupinové rezervace (či nikoliv) a mnoho dalších 
údajů, kvůli nimž se stává vyhledání leteckého spojení značně složitějším. 
 Cílem této práce je vytvoření systému, který by se připojil na webové portály různých 
leteckých společností, vyhledal konkrétní spojení a uložil ho vhodným způsobem do databáze. 
Systém by obsahoval administrátorské rozhraní, ve kterém by bylo možné sledovat stav databáze, 
četnost letů, statistiky pro jednotlivé společnosti. Toto rozhraní by také umožňovalo export dat 
z databáze. Systém by poskytoval získané informace veřejně přes webové služby. 
1.1 Přehled kapitol 
 1. Úvod 
  Uvedení do problematiky a popis kapitol. 
 
 2. Získávání a vyhodnocení informací z webových portálů 
  Kapitola pojednává o problematice a způsobu získávání a vyhodnocení informací 
  z webových portálů. 
 
 3. Jazyk UML 
  Kapitola stručně vysvětluje jazyk UML a některé jeho vývojové diagramy.  
 
 4. Objektově orientovaný přístup 
  Kapitola popisuje principy objektově orientovaného přístupu. 
 
 5. Použité technologie 
  Kapitola uvádí přehled a stručný popis technologií a prostředků použitých při  
  realizaci bakalářské práce.   
 
 6. Návrh aplikace 
  Kapitola popisuje způsob návrhu aplikace. 
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 7. Implementace aplikace 
  Kapitola obsahuje popis způsobu tvorby aplikace. 
 
 8.Testování 
  Popis testování, problémů vzniklých a jejich řešení. 
 
 9.Závěr 
  Zhodnocení dosažených výsledků. 
 
 Literatura 
  Výpis zdrojů, ze kterých se čerpalo při tvorbě této práce. 
 
 Příloha A 
  Obsah přiloženého DVD. 
 
 Příloha B 
  Popis instalace a konfigurace programu Paros. 
 
 Příloha C 
  Obsahuje obrázky z aplikace. 
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2 Získávání a vyhodnocení informací 
z webových portálů 
Jak bylo popsáno výše, služby poskytované leteckými společnostmi na webových portálech jsou 
složité a neumožňují jednoduchý úkon, a to vyhledání leteckého spojení. Náhodně jsem proto vybral 
šest různých společností, u kterých jsem se snažil zjistit, zda poskytují vyhledání leteckého spojení 
samostatně, odloučeně od ostatních možností. Zkoumal jsem následující aerolinky: 
• AirBerlin (http://www.airberlin.com),  
• SkyEurope (http://www.skyeurope.com),  
• Smart Wings (http://www.smartwings.com),  
• EasyJet (http://ww.easyjet.com),  
• Click4sky (http://www.click4sky.com),  
• Ryanair (http://www.ryanair.com).  
Výsledek mého zjištění odpovídal očekávání. Žádná ze zkoumaných společností na svém webovém 
portálu neposkytuje vyhledání leteckého spojení jako samostatnou službu. 
 Byl jsem tedy nucen při vyhledávání spojení začít i další úkon, nejčastěji rezervaci letenky. 
Leteckou trasu jsem vyhledával tak, že jsem určil: počáteční a cílové letiště, jednoho dospělého 
a žádné další osoby patřící do jiné kategorie. Pokud to systém umožňoval, zvolil jsem jednosměrný 
let a datum odletu jsem vybral náhodně. V případech, kdy systém neumožňoval jednosměrný let, jsem 
stanovil stejná data odletu a příletu. 
2.1 Získávání informací z webových portálů 
Pro správné vyhodnocení informací získaných z webových serverů zvolených leteckých společností 
je potřeba nejdříve určit destinace, tedy odkud kam daná společnost létá. Následně pak stačí jen poslat 
požadavek na server s již konkrétními letišti a poté odchytit odpověď od serveru. K tomu je potřeba 
znát formát požadavku, kterému server rozumí, a i formát odpovědi, kterou server posílá po přijetí 
požadavku.  
Destinace, odkud kam daná společnost létá, lze zjistit tak, že po zadání www adresy do 
internetového prohlížeče se odešle HTTP požadavek na server. Ten následně zašle odpověď, která je 
nejčastěji ve formě kódu HTML úvodní stránky. Na úvodních stránkách se nacházejí i formuláře na 
rezervaci letenek, tudíž jsou tam i políčka, ve kterých musí uživatel specifikovat, odkud a kam poletí. 
Tak se dá z této HTTP zprávy zjistit, odkud kam daná společnost létá. 
Poté, co uživatel vyplní patřičné údaje (destinace, datum odletu a příletu apod.), odešle 
internetový prohlížeč požadavek na server. Je také nutné znát formát tohoto požadavku, protože pak 
stačí jen změnit patřičný úsek HTTP zprávy (například zaměnit destinace), server to nepozná a bere 
to jako korektně sestavenou žádost, kterou vyplnil uživatel. Takto lze jednoduše a efektivně posílat 
dotazy na spojení jednotlivým leteckým společnostem. 
 Jakmile server přijme požadavek od klienta (internetový prohlížeč zákazníka) na rezervaci 
letenky, zpracuje ho a odešle odpověď. Formát této odpovědi je také nutné znát, protože podle ní lze 
určit, zda let mezi zadanými destinacemi v danou dobu existuje, či nikoliv. V internetovém prohlížeči 
se taková HTTP zpráva zobrazí jako HTML stránka, která buď obsahuje hlášku ve smyslu, že 
požadovaný let neexistuje, anebo obsahuje výpis jednotlivých letů, (pokud se jich uskuteční v daný 
den více), včetně cen a dalších informací. Jedná se tedy nejčastěji o HTML kód webové stránky, ze 
které je nutné potřebné informace vyparsovat. 
U všech společností se bohužel nepovedlo odchytit použitelný formát HTTP zpráv. Nejčastější 
příčinou bylo například to, že webové stránky aerolinky byly tvořeny technologií Flash, a to 
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<form name="menu"> 
<select class="bfsel_l" name="seznam" size="1" onChange="return jdiNa();" style="width:165px;"> 
<option value="?ORIGIN=0&uni=0&id=&hlavni=&popis="" SELECTED>Z</option> 
<option value="?ORIGIN=PRG&uni=6&id=&hlavni=&popis=" >Praha</option> 
<OPTION  value="?ORIGIN=BCN&uni=22&id=&hlavni=&popis=" >Barcelona</OPTION> 
<OPTION  value="?ORIGIN=BRQ&uni=39&id=&hlavni=&popis=" >Brno</OPTION> 
<OPTION  value="?ORIGIN=BUD&uni=32&id=&hlavni=&popis=" >Budapešť</OPTION> 
<OPTION  value="?ORIGIN=DXB&uni=40&id=&hlavni=&popis=" >Dubai</OPTION> 
<OPTION  value="?ORIGIN=HER&uni=12&id=&hlavni=&popis=" >Heraklion</OPTION> 
<OPTION  value="?ORIGIN=LCA&uni=14&id=&hlavni=&popis=" >Larnaka</OPTION> 
<OPTION  value="?ORIGIN=LPA&uni=27&id=&hlavni=&popis=" >Las Palmas</OPTION> 
<OPTION  value="?ORIGIN=MAD&uni=3&id=&hlavni=&popis=" >Madrid</OPTION> 
<OPTION  value="?ORIGIN=VKO&uni=42&id=&hlavni=&popis=" >Moskva</OPTION> 
<OPTION  value="?ORIGIN=CDG&uni=4&id=&hlavni=&popis=" >Paříž</OPTION> 
<OPTION  value="?ORIGIN=FCO&uni=7&id=&hlavni=&popis=" >Řím</OPTION> 




i samotný přenos dat mezi klientem a serverem. Druhým nejčastějším problémem bylo to, že 
rezervace probíhala z pohledu komunikace mezi klientem a serverem letenky šifrovaně.  
Ke zjištění formátu dotazů a odpovědí, ale i destinací, odkud kam daná společnost létá, jsem 
použil program Paros, který je popsán níže. 
2.1.1 Program Paros 
Paros  je tzv. proxy server, který umožňuje sledování a editaci HTTP/HTTPS zpráv, včetně cookies 
a obsahu polí formulářů, zasílaných mezi klientem a serverem. Paros byl vytvořen skupinou IT 
profesionálů z ProofSecure.com, kteří se zabývají zabezpečením webových aplikací. Program je 
nabízený pod licencí freeware a je  volně dostupný na http://www.parosproxy.org. Instalace, spuštění, 
konfigurace a práce s programem je popsána v příloze. 
2.2 Vyhodnocení informací z webových portálů 
2.2.1 Určení destinací 
Abych mohl získat spoje konkrétní letecké společnosti, je zapotřebí nejdříve zjistit, odkud kam 
aerolinka létá. Tuto informaci posílá webový server společně s HTML kódem po přijetí požadavku na 
zobrazení hlavní webové stránky. Nejčastěji jsou destinace uloženy v polích webových formulářů, 
pomocí nichž pak uživatel provádí rezervaci letenky. Využil jsem proto program Paros, abych 
odchytil tuto odpověď serveru klientovi a byl pak schopen požadovanou informaci z přijaté HTTP 
zprávy vyparsovat. 
Kód č. 1: Příklad části zachycené zprávy s obsahem destinací (www.smartwings.com). 
Z odchycené zprávy zaslané klientovi webovým server www.smartwings.com lze zjistit, odkud 
letecká společnost létá, včetně kódů IATA jednotlivých letišť. 
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POST http://www.bookryanair.com/SkySales/FRSearchRedirect.aspx?culture=EN-GB&lc=EN-GB HTTP/1.1 
Host: www.bookryanair.com 














2.2.2 Kódy mezinárodních letišť 
Každá letecká společnost posílá klientovi v odpovědi kromě názvu letiště i jeho identifikátor (kód). 
Tento kód mají přidělena všechna mezinárodní letiště. Existují dva mezinárodní standardizované typy 
kódů: jsou to tzv. IATA kódy a tzv. ICAO kódy.  
 IATA kód se skládá ze tří písmen a umožňuje jednoznačně identifikovat jakékoliv letiště na 
světě, kterému byl přidělen. O přidělování se stará organizace IATA (Iternational Air Transport 
Asociation). Tyto kódy se mezi lidmi nejčastěji používají k identifikaci letiště, například na 
přívěscích, které se připevňují na zavazadla při odbavení, pro identifikaci letišť na  webových 
portálech leteckých společností, na leteckých řádech apod. Příkladem kódu IATA je BRQ, který 
označuje letiště Brno – Tuřany, Česká republika. 
 ICAO kód se skládá ze čtyř znaků, které jsou kombinací písmen a číslic, a umožňuje 
jednoznačně identifikovat jakékoliv letiště na světě, kterému byl přidělen. O přidělování se stará 
organizace ICAO (International Civil Aviation Organization). Na rozdíl od IATA kódů jsou tyto kódy 
používány v řízení letecké dopravy, piloty nebo v leteckých plánech apod. Kód ICAO pro letiště 
Brno – Tuřany, Česká republika je LKTB. První dva znaky označují kód státu (LK znamená Česká 
republika) a další dva znaky určují konkrétní letiště v rámci státu (TB znamená Brno – Tuřany). 
 Protože letecké společnosti využívají k identifikaci letišť, mezi kterými létají, kódy IATA, 
rozhodl jsem se toto značení ponechat a využívat ho také. 
2.2.3 Dotaz na letecké spojení 
Dotaz na vyhledání leteckého spojení se nejčastěji provede tak, že uživatel na webových 
stránkách letecké společnosti vyplní formulář a klikne rezervovat, vyhledat apod. Klient odešle na 
server požadavek, server ho zpracuje a následně klientovi pošle zpět odpověď, ve které je uvedeno, 
zda daný spoj mezi zvolenými destinacemi létá, popřípadě čas odletu, čas příletu a cenu. Ke zjištění 
formátu požadavku jsem opět použil program Paros. 
Kód č. 2: Hlavička HTTP požadavku na letecké spojení (www.ryanair.com) . 
Kód č. 3: Obsah HTTP požadavku na letecké spojení (www.ryanair.com) . 
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HTTP/1.1 200 OK 
Connection: close 







Cache-Control: no-cache, no-store 
Pragma: no-cache 
Expires: -1 
Content-Type: text/html; charset=utf-8 
Content-Length: 696 
Výše uvedený HTTP požadavek webovému serveru letecké společnosti Ryanair obsahuje dotaz 
na spojení z letiště Praha – Ruzyně, které je identifikováno kódem IATA PRG, do letiště Dublin, 
které je identifikováno IATA kódem DUB. Datum odletu je 15.12.2008 (reprezentováno položkou 
date1) a datum příletu je také 15.12.2008 (reprezentováno položkou date2), což znamená, že se jedná 
o jednosměrný let. Dále je v požadavku uveden počet cestujících, a to jeden dospělý (reprezentován 
položkou ADULT), žádné dítě ani kojenec (reprezentovány položkami CHILD, respektive INFANT). 
2.2.4 Odpověď webového serveru 
Odpověď serveru na dotaz o leteckém spojení je většinou HTML kód stránky, na které se 
v internetovém prohlížeči zobrazí seznam letů (v případě dotazu na existující spojení), anebo hláška 
informující uživatele, že hledaný let neexistuje nebo že se uskuteční v jiný den (v případě dotazu na 
neexistující spojení). Ke zjištění formátu odpovědi jsem opět použil program Paros. 
 







<div id="taxAndFeeInclusiveDivBody1" xmlns:ms="urn:schemas-microsoft-com:xslt" xmlns:usr="urn:the-xml-
files:xslt"> 
<p>Regular Fare</p> 
<p><b>Depart: </b><br />Prague 10:50</p> 
<p><b>Arrive: </b><br />Dublin 12:25</p> 
<table cellspacing="1" cellpadding="2"> 
<tr> 
<td>1</td><td>x</td><td>Adult</td><td class="rght nowrap">610.00</td><td>CZK</td> 
</tr> 
<tr> 
<td colspan="5"><br /></td> 
</tr> 
<tr class="bld"> 
<td colspan="3">Fare: </td><td class="rght nowrap">610.00<td>CZK</td> 
</td></tr> 
<tr class="bld"> 
<td colspan="3">Taxes / Fees: </td><td class="rght nowrap">879.00</td><td>CZK</td> 
</tr> 
<tr class="bld"> 
<td colspan="3">Total Price: </td><td class="rght nowrap">1,489.00</td><td>CZK</td> 
</tr> 
</table></div> 
Kód č. 5: Obsah HTTP odpovědi na dotaz o leteckém spojení (www.ryanair.com) . 
 
Výše uvedená HTTP odpověď z webového serveru letecké společnosti Ryanair obsahuje 
informace o spojení z letiště Praha – Ruzyně do letiště Dublin. Dále je v odpovědi uvedeno, že odlet 
z Prahy je v 10.50 a předpokládaný přílet do Dublinu ve 12.25. Samotná letenka stojí 610 Kč, letištní 
poplatky jsou započteny ve výši 879 Kč a celková cena činí 1489 Kč. 
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3 Jazyk UML 
UML (Unified Modeling Language) je jazyk využívaný v softwarovém inženýrství pro vizualizaci, 
specifikaci, návrh a dokumentaci softwarových systémů. Umožňuje modelovat nejen data, ale 
i procesy. UML podporuje objektově orientovaný přístup a pro popis návrhů systémů používá stejné 
výrazové prostředky a jednotnou syntax. V současnosti se používá UML verze 2, která oproti verzi 
předchozí definuje nové prvky a typy diagramů [2]. 
Jazyk UML lze chápat jako grafický jazyk. Podobně jako přirozené jazyky (čeština, španělština 
aj.), které mají notaci (symboly, kterými zapisujeme jazyk), syntax a gramatiku (pravidla, která určují 
význam symbolů a říkají nám, jak máme symboly spojit, aby měly smysl), i UML se skládá z notace 




Obrázek 1: Příklad UML symbolu. 
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3.1 Typy diagramů 
Diagramy jsou nejpoužívanější částí UML. Jazyk UML ve verzi 2 definuje diagramy uvedené na 
Obrázku 2 [2]. 
 
Obrázek 2: Přehled diagramů jazyka UML 2.0. 
 
Diagramy interakce jsou tyto: sekvenční diagram, diagram komunikace, přehledový diagram 
interakcí a diagram časování. V následující části kapitoly budou popsány nejpoužívanější diagramy. 
3.1.1 Diagram aktivit 
Je objektově orientovaný diagram, který popisuje chování. Používá se pro modelování logiky, 
procesů, datových toků, workflow. Každý proces je v diagramu reprezentován posloupností kroků, 
které mohou být modelovány jako akce (dále nedělitelné kroky) nebo jako vnořené aktivity (volání 
jiných procesů) [1]. 
3.1.2 Diagram užití 
Někdy se také nazývá diagram případů užití. Tento diagram popisuje chování systému z pohledu 
uživatele. Umožňuje snazší komunikaci mezi vývojáři, testery a zákazníky, plánování časového 
rozvrhu projektu a tvoří základ pro testování. 
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3.1.3 Stavový diagram 
Tento diagram graficky popisuje chování systému pomocí stavů a přechodů mezi nimi. Systém se 
tedy v čase vyskytuje v určitém stavu a na základě definovaných událostí (např. na základě vnějšího 
vstupu) může přejít do stavu jiného. Typickým systémem je například tzv. stavový (někdy také 
označován jako konečný) [1]. 
3.1.4 Diagramy interakce  
Diagramy interakce jsou souhrnný název pro sekvenční diagram, diagram komunikace, přehledový 
diagram interakcí a diagram časování [1]. 
3.1.4.1 Sekvenční diagram 
Zobrazuje, jak spolu jednotlivé objekty komunikují a v jakém pořadí, tzn. zobrazuje vzájemnou 
komunikaci objektů v čase. Diagram se skládá z objektů, které jsou umístěny v horní části a jsou 
představovány obdélníky; z časových os (každý objekt má svoji), které jsou vyobrazeny jako svislé 
čárkované linky; a ze zpráv, pomocí nichž spolu objekty komunikují a které jsou znázorněny jako 
vodorovné šipky s názvy. 
3.1.4.2 Diagram komunikace 
Nahradil diagram spolupráce (tzv. collaboration diagram) z UML verze 1. Tento diagram znázorňuje 
vzájemnou komunikaci objektů. Reprezentuje kombinaci informací z diagramu tříd, sekvenčního 
diagramu a diagramu užití, ale na rozdíl od sekvenčního diagramu popisuje statické struktury použité 
při komunikaci. 
3.1.4.3 Přehledový diagram interakcí 
Tento diagram je určitým typem diagramu aktivit, ve kterém každý uzel grafu reprezentuje diagram 
interakce. Používá se ke znázornění a modelování toku řízení. Využívá většinu symbolů z diagramu 
aktivit. 
3.1.4.4 Diagram časování 
Je nový typ diagramu v UML verze 2. Diagram časování je určitým typem sekvenčního diagramu. 
Používá se k modelování chování objektů v reálném čase. 
3.1.5 Diagram tříd 
Někdy je také nazýván jako class diagram. Popisuje statickou strukturu systému, zobrazuje systémové 
třídy, jejich atributy a vztahy mezi nimi. Tento diagram nemusí přesně kopírovat strukturu databáze, 
některé třídy nejsou ve skutečnosti ani v databázi implementovány (např. abstraktní třídy). Společně 
s diagramem užití vytváří tzv. konceptuální model [2]. 
3.1.6 Diagram balíčků 
Popisuje rozdělení systému do logických seskupení (tzv. balíků) a závislosti mezi nimi. Umožňuje tak 
zobrazit a popsat logickou dekompozici systému. Tento diagram popisuje pouze logické rozdělení 
systému, pro zobrazení fyzického se používá diagram komponent [1]. 
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3.1.7 Diagram komponent 
Diagram komponent také popisuje rozdělení systému do seskupení (tzv. komponent) a závislosti mezi 
nimi. Na rozdíl od diagramu balíčků popisuje fyzické rozdělení systému. Komponentou mohou být 
například knihovny, soubory atd [1]. 
3.1.8 Diagram nasazení 
Tento diagram umožňuje popsat reálné rozmístění softwaru, tzv. artefaktů a jejich propojení [1]. 
3.1.9 Diagram objektů 
Poskytuje úplný nebo částečný pohled na strukturu modelovaného systému v určitém čase. Obvykle 
zobrazuje určitou část objektů, atributů a spojení mezi nimi. Objektové diagramy jsou více konkrétní 
než diagramy tříd [2]. 
3.2 Využití UML 
Jazyk UML jsem využil jak při návrhu aplikace, tak i při samotné implementaci. Pro specifikaci 
požadavků uživatelů  na systém jsem potřeboval diagram případů užití. Při návrhu hlavní logiky 
aplikace jsem použil diagram aktivit. Při implementaci jsem pak využil tři diagramy: diagram tříd pro 
konkrétní realizaci jednotlivých vrstev třívrstvého modelu, diagram komponent pro specifikaci 
fyzického rozdělení systému na komponenty a jejich vzájemnou spolupráci a diagram nasazení, 
pomocí něhož jsem popsal rozmístění jednotlivých částí softwaru a jejich vzájemné propojení. 
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4 Objektově orientovaný přístup 
4.1 Strukturované programování 
Podstatou tohoto přístupu k programování je řešení problému rozdělením do dílčích úloh, které se ve 
výsledku spojí. Výsledkem je sada funkcí, která daný problém řeší. Tyto funkce mohou být rozděleny 
do modulů, a tak umožňují více programátorům spolupracovat na projektu, nicméně hlavní 
nevýhodou je to, že funkce pracují s daty specifického typu a jsou tak vzájemně na sobě závislé. Při 
změně typu dat je nutné upravit i funkce pracující s těmito daty. Při přidávání nových funkcí se řešení 
stane nepřehledné a složité. Tento přístup k programování je proto výhodný jen pro jednoduché 
problémy [3]. 
4.2 Objektově orientované programování 
Podstatou objektově orientovaného programování (tzv. OOP) je, že se problém řeší sloučením dat 
a funkcí, které s nimi pracují, do jednoho modulu, tzv. objektu. Objekty spolu komunikují pomocí 
funkcí nazývaných metody. Vlastnosti objektu jsou vyjádřeny pomocí tzv. atributů. Každý objekt 
patří do konkrétní třídy (říkáme, že je instancí dané třídy), která definuje atributy objektu i jeho 
metody. V systému se může vyskytovat více instancí stejné třídy najednou [3]. 
Objektově orientovaný přístup k programování definuje následující pojmy. 
4.2.1 Objekt 
Objekt spojuje data a funkce do jedné jednotky. Na objekt lze nahlížet jako na tzv. černou skříňku 
(konkrétní realizace je nám skryta), pracovat s ním lze jen přes definované rozhraní. Objekty spolu 
komunikují pomocí tzv. metod. Vlastnosti objektu jsou vyjádřeny pomocí tzv. atributů. 
Třída je šablona pro vytváření objektů, jež definuje atributy a metody, které mají všechny její 
instance. Objekt představuje konkrétní instanci dané třídy a obsahuje tak už konkrétní hodnoty 
atributů. 
4.2.2 Zapouzdření 
Znamená skrytí implementace objektu. Ostatní objekty mohou sledovat a modifikovat jeho stav (tzn. 
atributy) pomocí rozhraní, které daný objekt vytváří, nejčastěji pomocí metod. 
4.2.3 Polymorfismus 
Lze přeložit jako mnohotvarost. Znamená to, že objekt může volat metodu se stejným jménem nebo 
atribut, které jsou ale definované ve více než jedné třídě a mohou být v každé z těchto tříd různě 
implementovány. Polymorfismus lze realizovat díky dědičnosti. 
4.2.4 Dědičnost 
Dědičnost umožňuje definovat a vytvářet objekty z objektů již existujících, přičemž nově vzniklé 
objekty přebírají jejich atributy a metody, které mohou dále rozšiřovat. Obvykle jsou objekty 
v dědičnosti organizovány stromovým způsobem. Tato vlastnost je základem polymorfismu 
a zapouzdření objektů. 
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5 Použité technologie 
5.1 Microsoft .NET 
Microsoft .NET je  soubor softwarových technologií pro propojení světa, informací a systémů. Jeho 
základní snahou je odpoutat se od tradičního vývoje softwaru a zapojit Internet. Tato technologie se 
tak stává komplexní platformou pro vývoj webových, stolních a mobilních aplikací. Zároveň 
umožňuje vzájemnou spolupráci  programů pomocí webových služeb [5]. 
5.2 Webové služby 
Webová služba je aplikace, která běží na Internetu a poskytuje volitelné metody (tzv. webové 
metody) klientům. Služby vycházejí z otevřených standardů HTTP, XML a SOAP. SOAP (Simple 
Object Access Protocol) je internetový standard popisující, jak mohou aplikace spolupracovat. 
K volání webových metod se využívá protokol HTTP a k výměně dat protokol XML. 
Do budoucna se předpokládá, že se budou webové služby rozšiřovat a že se tak Internet stane 
softwarovou platformou s rozhraním API (Application Programming Interface), které bude širší 
a bohatší než API operačního systému. Zásadní rozdíl současných aplikací oproti budoucím je v tom, 
že zatímco dnešní využívají především služby operačního systému, budoucí aplikace budou využívat 
hlavně webové služby Internetu [4]. 
 
 
Obrázek 3: Webové služby.1 
                                                     
1
 Zdroj: 8. 5. 2009 http://www.japos.com/App_Resources/Images/dotNET001.gif 
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5.3 .NET Framework 
.Net Framework je platforma pro vytváření a běh aplikací, zároveň obsahuje spouštěcí rozhraní 
a knihovny. Tato platforma je u novějších verzí operačních systému Windows  přímo integrovaná. 
V současnosti je dostupná verze .NET Frameworku 3.5. Obrázek 4 znázorňuje strukturu .NET [5]. 
 
Obrázek 4: .NET Framework.2 
5.3.1 Visual Studio.NET 
Představuje spojovací komponentu mezi ostatními prvky Frameworku. Jedná se o vývojové 
prostředí pro .NET od společnosti Microsoft. Umožňuje vyvíjet aplikace v jazycích Visual Basic, 
C++, C#, JScript, J# a dalších. Zároveň obsahuje editor kódu a debugger. V současnosti je dostupná 
verze Visual Studio.NET 2008. 
5.3.2 Common Language Specification 
Je komponenta, která umožňuje použití různých programovacích jazyků při vývoji aplikací 
v .NET a zajišťuje jejich kompilaci do jednotného univerzálního kódu. 
5.3.3 ASP.NET 
Představuje komponentu .NET Frameworku, která umožňuje vývoj webových aplikací 
(webových formulářů a webových služeb) pro webové servery způsobem vytváření dynamických 
HTML stránek pomocí skriptovacího jazyka vykonávaného na straně serveru (tzv. aktivních 
serverových stránek). Technologie ASP.NET nahradila starší technologii ASP (Active Server Pages). 
 
                                                     
2
 Zdroj: 8. 5. 2009 http://merc.tv/img/fig/dotnetfw.gif 
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5.3.4 Windows Forms 
Windows Forms je komponenta .NET Frameworku, která umožňuje vývoj aplikací s grafickým 
uživatelským rozhraním pracujících na operačním systému Windows. Obsahuje třídy, díky nimž 
může aplikace volat služby operačního systému přes standardní Windows API. 
5.3.5 ADO.NET 
Je komponenta, která usnadňuje práci s daty. Obsahuje třídy, které zpřístupňují datové zdroje 
(databázový server, XML soubor a další), připojí se k datovým zdrojům, načtou data a také obsahují 
třídy pro práci s daty. Technologie ADO.NET nahradila starší technologii ADO. 
5.3.6 Base Class Library 
Je knihovna tříd .NET Frameworku a také jedna z hlavních komponent technologie .NET. 
Poskytuje objektově orientované rozhraní API, do něhož řízené aplikace zapisují. Aplikace vytvořené 
v .NET Frameworku pracují s BCL (Base Class Library) místo Windows API. 
5.3.7 Common Language Runtime 
Je tzv. běhový (runtimový) modul platformy .NET Frameworku a společně s Base Class 
Library tvoří hlavní moduly celého Frameworku. Tento modul zajišťuje běh aplikace, zejména správu 
a alokaci paměti, kontroluje neoprávněný přístup do paměti, zprostředkovává tzv. vstupní a výstupní 
proudy pro aplikaci a zpracovává výjimky, které nebyly odchyceny samotnou aplikací. 
5.3.8 Kompilace v .NET Framework 
Typickou vlastností pro .NET Framework je nezávislost vytvořené aplikace na konkrétní verzi 
operačního systému Windows a typu počítače. Je to dáno tím, že aplikace je nejdříve přeložena do 
tzv. assembly (sestavení), která se může vyskytovat buď jako spustitelný soubor (tzv. EXE soubor), 
anebo jako knihovna (tzv. DLL soubor). Každá assembly obsahuje kód aplikace přeložený do tzv. 
vnitřního kódu, často označovaného jako MSIL (Microsoft Intermediate Language), a tzv. metadata. 
Metadata jsou data popisující jiná data. V případě assembly v .NET Frameworku jsou metadata 
data, která popisují aplikace přeložené do vnitřního kódu (zejména třídy, metody a rozhraní, které 
obsahují) a umožňují tak lepší spoluprácí s jinými assembly.   
Při požadavku na spuštění sestavení (assembly) je spuštěn překladač CLR  (Common Language 
Runtime) komponenty .NET Frameworku, který danou assembly přeloží do nativního kódu 
charakteristického pro konkrétní počítač a spustí jej. Tento princip tvorby aplikace v podstatě 
zajišťuje platformní přenositelnost (nezávislost aplikace na počítači a verzi operačního systému), 
protože vnitřnímu kódu (tzv. MSIL kódu) rozumí každý překladač .NET Frameworku, a tak je možné 
aplikaci spustit všude tam, kde je nainstalován .NET Framework [7]. 
Průběh kompilace aplikace v prostředí .NET Framework znázorňuje Obrázek 5. 
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Obrázek 5: Kompilace v .NET Framework.3 
5.4 MS SQL Server 
MS SQL Server je databázový systém od společnosti Microsoft. Tento systém umožňuje tvorbu 
relačních databází se všemi základními paradigmaty. Nad databázemi se programuje v jazyce ANSI 
SQL nebo T-SQL (Transact SQL). Tímto jazykem je možno vytvářet SQL příkazy, uložené 
procedury, ale i vytvářet certifikáty či privátní a veřejné klíče pro šifrování dat. V současnosti je 
dostupná verze MS SQL Server 2008 [8]. 
5.5 Použité nástroje 
Všechny výše popsané technologie jsem využil při tvorbě bakalářské práce. Jako vývojové prostředí 
jsem použil Microsoft Visual Studio 2008 Professional, databázový server MS SQL Server 2005 
Developer Edition a .NET Framework verze 3.5. Všechny tyto nástroje jsou zdarma dostupné v rámci 
programu MSDNAA na Fakultě informačních technologií VUT v Brně. Pro účely testování jsem 
navíc použil Microsoft MS SQL Server 2008 Web Edition. 
                                                     
3
 Zdroj: 8. 5. 2009 http://en.wikipedia.org/wiki/File:Overview_of_the_Common_Language_Infrastructure.svg 
 18 
6 Návrh aplikace 
Cílem této práce je vytvořit systém, který by se dotazoval webových portálů aerolinek, získával od 
nich informace o leteckých spojeních a tyto informace by vhodným způsobem ukládal do databáze. 
Systém má také obsahovat jednoduché administrátorské webové rozhraní pro vyhodnocení funkčnosti 
a získané informace poskytovat formou webových služeb. Proto jsem se rozhodl, že se systém jako 
celek bude skládat ze dvou základních částí: windows služby, která implementuje logiku dotazování 
a ukládání do databáze, a webové aplikace, která implementuje administrátorské rozhraní a webové 
služby. Z hlediska koncepce návrhu jsem se pak rozhodl využít třívrstvou architekturu, přičemž 
windows služba by byla obsažena ve dvou nejspodnějších vrstvách třívrstvého modelu (business 
a datové) a webová aplikace v nejvyšší vrstvě (prezentační). Toto řešení přinese výhody v tom, že 
windows služba nemusí běžet na stejném serveru jako databáze, je nezávislá na umístění databáze 
a díky tomu se změna databázového serveru stává jednoduchou záležitostí bez nutnosti zásahu do 
kódu. Další výhodou je, že webová aplikace (tj. administrátorské webové rozhraní a webové služby) 
nemusí běžet na stejném serveru jako systémová služba. Danou koncepcí návrhu jsem docílil 
vzájemné nezávislosti fyzického umístění prezentační vrstvy na business vrstvě a také nezávislosti 
fyzického umístění business vrstvy na datové vrstvě. Jako databázový model jsem se rozhodl použít 
relační model. Obrázek 6 znázorňuje nasazení aplikace. 
 
 





6.1 Třívrstvá architektura 
Třívrstvá architektura je model návrhu, ve kterém je systém logicky rozdělen do tří vrstev: 
• Prezentační, 
• Business (funkční, logické), 
• Datové. 
Všechny vrstvy jsou navzájem oddělené, nezávislé a komunikují spolu pouze povolenými 
a specifikovanými způsoby. Takový model návrhu poskytuje výhodu vytvoření libovolných 
komponent třeba i v jiném programovacím jazyku, kdy bude komunikace probíhat například formou 
XML. 
6.1.1 Prezentační vrstva 
Primárním úkolem prezentační vrstvy je interakce s uživatelem. Téměř vždy se jedná o uživatelské 
rozhraní. Podle typu aplikace může být toto uživatelské rozhraní klasické windowsové, webové, 
mobilní, ale třeba i webovou službou. Aby bylo možné jednoduše měnit typ prezentační vrstvy, je 
nutné zajistit, aby nepřistupovala přímo na datovou vrstvu a ani nevykonávala hlavní logiku aplikace, 
ale odkazovala se jen na tzv. business vrstvu, jejíž služeb by využívala, a tak se stala nezávislá.  
V mé práci obsahuje prezentační vrstva webové administrátorské rozhraní a webové služby. 
Operace, které může uživatel provádět se systémem vůči prezentační vrstvě, znázorňuje Obrázek 7. 
 
Obrázek 7: Diagram případů užití. 
Z Obrázku 7 vyplývá, že webové administrátorské rozhraní poskytuje možnosti vytvoření nové 
aerolinky, letiště, HTTP zpráv, pomocí nichž se bude komunikovat s webovými servery aerolinek, 
a stejně tak i jejich editace. Také umožňuje export dat z databáze, zaslat nové heslo na email pro daný 
účet v případě zapomenutí hesla, editovat nastavení účtu (jméno, příjmení, heslo a email uživatele) a 
také prohlížet statistiky o leteckých spojeních uložených v databázi. 
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6.1.2 Business vrstva 
Business vrstva (někdy také nazývaná jako funkční nebo logická) reprezentuje vlastní logiku 
aplikace. Tato vrstva přijímá požadavky od prezentační vrstvy, zpracovává je, vykonává různé 
operace a umožňuje také načítat data nebo je uložit pomocí datové vrstvy. Proto musí obsahovat 
rozhraní pro komunikaci s prezentační i datovou vrstvou. Je nutné zajistit, aby business vrstva 
nepřistupovala přímo k datům a pro práci s daty využívala datovou vrstvu. Díky tomu se tak stane 
tato vrstva nezávislá vůči datovému zdroji a v případě změny typu datového úložiště ji není potřeba 
měnit. 
V mé práci obsahuje business vrstva logiku dotazování webových serverů aerolinek na letecká 
spojení, určení požadovaných informací a uložení do databáze. Zároveň také umožňuje mazat 
z databáze stará letecká spojení. Obrázek 8 znázorňuje logiku dotazování webových serverů aerolinek 
na nová letecká spojení. 
 














Na Obrázku 9 je zobrazena logika mazání starých letů z databáze. 
 
Obrázek 9: Diagram aktivit smazání starých letů. 
Z Obrázků 8 a 9 plyne, že business vrstva poskytuje dvě základní logiky aplikace: mazání 
starých letů a získání nových leteckých spojení. 
6.1.3 Datová vrstva 
Datová vrstva obsahuje data z pohledu modelu návrhu. Daleko častěji ale plní funkci komunikačního 
rozhraní mezi business vrstvou a datovým zdrojem (například databází). Tato vrstva přijímá 
požadavky od business vrstvy a vykonává je nad zdrojem dat. Jelikož přímo komunikuje s datovým 
zdrojem, je natolik specifická pro typ zdroje, že v případě změny úložiště dat je třeba změnit 
i implementaci datové vrstvy. 
V mé práci datová vrstva komunikuje s databázovým serverem MS SQL (viz kapitola č. 5) 
a poskytuje služby pro práci s daty vůči business vrstvě. 
Jako model databáze jsem se rozhodl použít relační model. Tento model definuje způsob 
uložení dat v databázi v logickém smyslu tak, že jsou data sdružena do tzv. relací, které 
obsahují n-tice. Relace je v tomto modelu reprezentována jako tabulka a n-tice jako řádky tabulky. 
Každá tabulka je základem relačního modelu a definuje strukturu uložených dat tak, že obsahuje 
sloupce určitého typu a názvu. Mezi sloupci v rámci jedné tabulky existují určitá omezení a stejně tak 
mezi jednotlivými tabulkami existují vztahy. 
Konceptuální reprezentaci dat uložených v databázi je znázorněna pomocí tzv. er-diagramu, 




Obrázek 10: ER-diagram. 
 
Z Obrázku 10 vyplývá, že hlavními objekty aplikace jsou uživatelské účty, letiště, letecká 
spojení, aerolinky, komunikační HTTP zprávy a přesměrovací HTTP zprávy. Zároveň jsou v 
diagramu zaneseny i vztahy mezi tabulkami, z nichž vyplývá, že konkrétní letecké spojení provozuje 
vždy jen jedna aerolinka a že toto spojení obsahuje právě dvě letiště (odletové a příletové), že každé 
aerolince patří právě jedna skupina komunikačních HTTP zpráv a právě jedna skupina 
přesměrovacích HTTP zpráv.   
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7 Implementace aplikace 
7.1 Datová vrstva 
Co to je datová vrstva a jaká je její úloha, jsem vysvětlil v kapitole č. 6 (Návrh aplikace). Z hlediska 
implementace systému datová vrstva patří do systémové služby. Datová vrstva umožňuje business 
vrstvě komunikaci s datovým úložištěm. V případě tohoto systému je datovým úložištěm databázový 
server, potažmo databáze, a proto jsem datovou vrstvu přizpůsobil pro interakci s databází. Tato 
vrstva obsahuje třídy, které reprezentují jednotlivé objekty na datové úrovni vyskytující se v systému: 
• Uživatel (třída AccountData), 
• Aerolinka (třída AirlineData), 
• Letiště (třída AirportData), 
• Letecké spojení (třída FlightData), 
• Komunikační HTTP zpráva (třída HttpMessageData), 
• Přesměrovací HTTP zpráva (třída RedirectMessageData). 
Kromě výše uvedených objektů datová vrstva ještě obsahuje třídu, která uchovává parametry pro 
připojení a komunikaci s databází (název databázového serveru, název databáze, uživatelské jméno 
a heslo), ale také třídu, která centrálně uchovává reprezentaci kódů využívané při parsování HTTP 
zpráv. 
Datovou vrstvu jsem ve Visual Studiu vytvořil jako tzv. class library (knihovnu tříd). Po 
zkompilování vznikne DLL soubor, který je pak možné připojit k jinému projektu (například business 
vrstvě) a tím umožnit jinému projektu používat třídy datové vrstvy. 
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Obrázek 11: Diagram tříd datové vrstvy. 
7.1.1 Získávání a vyhodnocení informací z webových portálů 
Systém získává a vyhodnocuje informace o leteckých spojeních pomocí HTTP zpráv (bližší 
informace viz Kapitola č. 2). Princip parsování informací ze získaných zpráv je popsán níže 
v kapitole zabývající se business vrstvou. Pro úspěšně vyparsování informací je nutné mít vyznačené 
informace na příslušných místech ve formátech všech komunikačních i přesměrovacích HTTP zpráv. 
Značky, které označují místo, kde se nachází daná informace, se nazývají kód. Bylo ale nutné zajistit, 
aby tyto kódy byly jednoznačné a jednotné v rámci celého systému pro všechny třídy, které je 
využívají. O to se stará třída umístěná v datové vrstvě, při jejíž implementaci jsem použil návrhový 
vzor singleton (jedináček), který zajistí požadované vlastnosti třídy. Následující kódy reprezentují 
informace v HTTP zprávách: 
• @CODE@ reprezentuje kód letiště, 
• @CODE_DEP@ reprezentuje kód odletového letiště, 
• @CODE_ARR@ reprezentuje kód příletového letiště, 
• @DAY_DEP@ reprezentuje den odletu, 
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• @DAY_ARR@ reprezentuje den příletu, 
• @MONTH_DEP@ reprezentuje měsíc odletu, 
• @MONTH_ARR@ reprezentuje měsíc příletu, 
• @YEAR_DEP@ reprezentuje rok odletu, 
• @YEAR_ARR@ reprezentuje rok příletu, 
• @REDIRECT_URL@ reprezentuje přesměrovací URL, 
• @MIN_ARR@ reprezentuje minutu příletu, 
• @MIN_DEP@ reprezentuje minutu odletu, 
• @HOUR_DEP@ reprezentuje hodinu odletu, 
• @HOUR_ARR@ reprezentuje hodinu příletu, 
• @TMP@ reprezentuje část textu, o který se má parser posunout (zbytečný text). 
Všechny tyto kódy jsou k dispozici ihned po spuštění programu jednotně všem ostatním třídám, 
které je využívají, a jsou přístupné přes vlastnosti dané třídy. 
 
Obrázek 12: Diagram třídy reprezentující kódy pro parsování HTTP zpráv. 
7.1.2 Připojení k databázi 
Aby se metody tříd datové vrstvy mohly připojit k databázovému serveru a mohly pracovat s daty 
v databázi, je nutné nějakým způsobem centrálně a jednotně reprezentovat parametry připojení (název 
serveru, název databáze, uživatelské jméno a heslo). Pro tento účel jsem vytvořil třídu DatabaseConf, 
která všechny tyto informace v sobě uchovává pomocí vlastností instance této třídy. Abych docílil 
jednotnosti pro všechny třídy, které tyto údaje načítají, použil jsem návrhová vzor singleton 
(jedináček). Tento návrhový vzor zajistí, že je při běhu programu v paměti k dispozici vždy jen 
maximálně jedna instance dané třídy. 
Zároveň, abych co nejvíce usnadnil administrátorům systému případnou změnu datového 
úložiště, jsem přizpůsobil třídu tak, aby potřebné údaje načítala z externího souboru ve formátu XML. 
Jediné omezení z tohoto způsobu získání parametrů připojení k databázi je, že soubor se musí 
jmenovat config.xml a musí být umístěn ve složce system32, která je v kořenové složce systému 
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Windows. Je to z toho důvodu, že systémová služba, která využívá tuto třídu pro připojení k databázi, 
registruje své „externí“ zdroje do složky system32. 
 
Obrázek 13: Diagram třídy reprezentující parametry připojení k databázi. 
7.2 Common 
Common (název se většinou v oblasti informačních technologií nepřekládá) není další vrstvou 
třívrstvého modelu ani jiné označení pro jednu z vrstev třívrstvé architektury. Názvem common se při 
vývoji aplikací označuje knihovna, která obsahuje třídy natolik obecného charakteru a vlastností 
vzhledem k vytvářené aplikaci, že je možné je použít u více projektů. Nejčastěji se jedná o DLL 
soubor, který se připojí k danému projektu (ve Visual Studiu se umístí do položky References). Pak 
již mohou třídy využívat třídy připojené knihovny. 
Vytvořil jsem projekt Common opět jako tzv. class library (knihovnu tříd), kdy po kompilaci 
vznikne DLL soubor, a umístil jsem do ní třídy obstarávající komunikaci, třídu pro konverzi datových 
typů na databázové typy a naopak a třídy pro reportování chybových hlášek a generování časových 
údajů a dat. Třídy obsažené v Common využívám jak v datové vrstvě, tak i v business vrstvě. 
 
Obrázek 14: Diagram tříd common. 
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7.2.1 Komunikace 
Knihovna Common obsahuje třídy pro komunikaci. Konkrétně implementuje třídy pro komunikaci 
s databází (třída DatabaseCommunication) a pro síťovou komunikaci po internetu přes protokol 
HTTP (třída NetworkCommunication). Obě tyto třídy dědí z abstraktní třídy Communication, která 
určuje, co mají mít společného. 
Třída DatabaseCommunication umožňuje pomocí svých metod komplexní obsluhu 
databázového serveru. Implementuje metody pro připojení či odpojení od databázového serveru, 
metody pro vytvoření a provedení libovolného SQL příkazu, a to jak obyčejného, tak 
i parametrizovaného, včetně metod vracejících výsledek dotazu. Obsahuje také metodu pro spuštění 
uložené procedury na databázovém serveru. 
Třída NetworkCommunication umožňuje pomocí svých metod komplexní komunikaci přes 
internet s webovými servery přes protokol HTTP. Obsahuje metody pro připojení k serveru, uzavření 
komunikačních proudů, získání odpovědi, odeslání požadavku na server. Pomocí jejích metod 
a vlastností poskytuje možnost sestavit do detailů libovolnou zprávu pro protokol HTTP, tj. hlavičku 
i tělo zprávy, a to včetně nastavení nebo přijetí tzv. cookies. 
 
Obrázek 15: Diagram tříd komunikace v Common. 
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7.2.2 Konverze datových typů 
Současně s tím, jak třída DatabaseCommunication umožňuje vykonávat SQL příkazy nad databází 
(a tedy i vkládat nebo načítat data), bylo potřeba vždy před vložením nebo načtením dat provést 
konverzi datových typu  jazyka C# na SQL datové typy a naopak a zároveň pokud možno zajistit, aby 
konverze proběhla vždy stejně podle totožných „pravidel“. Proto jsem vytvořil třídu 
DatabaseConvert, která implementuje metody pro konverzi datového typu časový údaj v jazyce C# 
do SQL datového typu a naopak a také pro konverzi typu string. 
Tím, že jsem tuto třídu vložil do knihovny Common, jsem docílil toho, že mohu kdekoliv 
v projektu využít metody této třídy. Výsledkem pak je, že konverze typů probíhá v rámci systému 
jednotně a podle stejných „pravidel“. 
 
Obrázek 16: Diagram třídy pro konverzi datových typů. 
7.2.3 Generování časových rozpětí 
Při dotazování na letecká spojení je vždy potřeba určit, na jaké datum letu se systém dotazuje. Jelikož 
se dotazuji jen jedenkrát týdně a vždy v časovém rozpětí jednoho týdne (více viz kapitola 7.3 
Business vrstva), implementoval jsem do Common třídu pro generování časových rozpětí. Tato třída 
obsahuje metodu pro generování dat v rozsahu jednoho týdne buď od aktuálního data, nebo od 
zadaného data. 
 
Obrázek 17: Diagram třídy pro generování časového rozpětí. 
7.2.4 Výpis chybových hlášek 
Protože mohou nastat při vykonávání logiky aplikace různé chybové stavy, je nutné kromě ošetření 
těchto stavů o tom nějak informovat uživatele. Protože část aplikace je implementována formou 
systémové služby, nebylo by vhodné vypisovat chybové hlášky do konzole nebo souboru. Proto jsem 
implementoval třídu, která při spuštění aplikace vytvoří v operačním systému vlastní tzv. event log. 
Tato třída obsahuje metody, které pak umožňují zapisovat do event logu nejen vzniklé chyby, ale 
i informace či varování. Administrátor takto může jednoduše a efektivně sledovat stav běhu služby 
a její chybové stavy. 
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Obrázek 18: Diagram třídy zapisující chybové hlášky do event logu. 
7.3 Business vrstva 
Co je business vrstva a jaká je její úloha, bylo vysvětleno v kapitole č. 6 (Návrh aplikace). Z hlediska 
implementace systému business vrstva patří do systémové služby. Obsahuje hlavní logiku celé 
aplikace. Není potřeba ji vytvářet pro specifický datový zdroj, protože v podstatě datovým zdrojem se 
pro ni stává datová vrstva, (která už je specifická pro konkrétní datový zdroj), čímž se business vrstva 
stává nezávislou na zdroji dat. Tato vrstva obsahuje třídy, které reprezentují jednotlivé objekty na 
úrovni logiky aplikace vyskytující se v systému: 
• Uživatel (třída Account), 
• Aerolinka (třída Airline), 
• Letiště (třída Airport), 
• Letecká spojení (třída Flight), 
• Komunikační HTTP zprávy (třída HttpMessage), 
• Přesměrovací HTTP zprávy (třída RedirectMessage). 
Všechny výše zmíněné třídy dědí z jedné společné abstraktní třídy DBObject a mají svůj 
„obraz“ v datové vrstvě, což bylo nutné, abych dosáhl nezávislosti business vrstvy na zdroji dat. 
Každá z těchto tříd obsahuje metody pro uložení, načtení, aktualizaci či smazání příslušného objektu 
z databáze. Pokud při běhu aplikace je například potřeba smazat konkrétní letecké spojení z databáze, 
business vrstva vytvoří objekt třídy Flight a zavolá nad ním metodu Delete(). Tato metoda vytvoří 
nový obdobný objekt reprezentující letecké spojení, ale z datové vrstvy, tj. objekt třídy FlightData, 
naplní ho stejnými daty a také zavolá nad ním metodu Delete(). Tímto způsobem dojde k odstranění 
leteckého spojení z databáze a zároveň je zachována nezávislost business vrstvy na datovém zdroji. 
Obdobně pracují ostatní metody výše vyjmenovaných tříd. 
Business vrstva ještě obsahuje třídy pro parsování dat, třídy vykonávající logiku dotazování na 
nová letecká spojení a mazání starých spojení z databáze, třídy poskytující logiku pro webové služby 
z prezentační vrstvy, třídy zastřešující logiku síťové komunikace, třídy pro tzv. normalizaci dat a třídy 




Obrázek 19: Diagram tříd business vrstvy. 
7.3.1 Parsování HTTP zpráv 
Princip dotazování webových serverů na letecká spojení byl popsán v kapitole č. 2 (Získávání 
a vyhodnocení informací z webových portálů). Pro správné parsování získaných informací z HTTP 
zpráv je nutné, aby měl systém v databázi uložené formáty těchto zpráv, ve kterých budou na 
příslušných místech pomocí kódů vyznačeny úseky, v nichž se nacházejí požadované informace. 
Kódy byly popsány výše. Pro správné dotazování webových serverů na letecká spojení jsem vytvořil 
v podstatě dva parsery. 
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Kód č.6: Ukázka části HTTP zprávy, ve které jsou vyznačeny místa s kódy destinací. 
 
První parser umí vyparsovat z HTTP hlaviček uložených v databázi informace nutné pro 
správnou komunikaci přes protokol HTTP. Jsou to například informace: URL požadavku, verze 
HTTP protokolu, typ HTTP požadavku a další. Takto získané informace business vrstva nastaví 
příslušné komunikační třídě v knihovně Common, aby mohla korektně komunikovat. Tento parser je 
v business vrstvě reprezentován třídou ParserHead. 
Druhý parser umí vyparsovat požadované informace z odpovědí na HTTP dotazy. Funguje tak, 
že obdrží aktuálně získanou odpověď od webového serveru (například HTML kód stránky 
s destinacemi) a zároveň i z databáze načtený formát takové zprávy, která má na správných pozicích 
místa vyznačená pomocí kódů, kde se nacházejí požadované informace. Parser tyto informace načte 
a vrátí. Tento parser je v business vrstvě reprezentován pomocí třídy Parser a obsahuje metody, které 
umožňují například vyparsování destinací, určení, zda letecké spojení existuje, a v případě existence 
zjištění časů odletu a příletu apod. 
<option value="">-- vybrat letiště --</option> 
<option id="destFromId_AMS" value="@CODE@">Amsterdam, Schiphol (AMS)</option> 
<option id="destFromId_ATH" value="@CODE@">Athény,  (ATH)</option> 
<option id="destFromId_BCN" value="@CODE@">Barcelona,  (BCN)</option> 
<option id="destFromId_BEG" value="@CODE@">Bělehrad,  (BEG)</option> 
<option id="destFromId_VCE" value="@CODE@">Benátky, Marco Polo (VCE)</option> 
<option id="destFromId_TXL" value="@CODE@">Berlín, Tegel (TXL)</option> 
<option id="destFromId_BLQ" value="@CODE@">Boloňa, Guglielmo Marconi (BLQ)</option> 
<option id="destFromId_BTS" value="@CODE@">Bratislava, Ivanka (BTS)</option> 
<option id="destFromId_BRU" value="@CODE@">Brusel, National (BRU)</option> 
<option id="destFromId_BUD" value="@CODE@">Budapešť, Ferihegy (BUD)</option> 
<option id="destFromId_ZRH" value="@CODE@">Curych,  (ZRH)</option> 
<option id="destFromId_DUB" value="@CODE@">Dublin,  (DUB)</option> 
<option id="destFromId_DUS" value="@CODE@">Dusseldorf,  (DUS)</option> 
<option id="destFromId_FRA" value="@CODE@">Frankfurt, Mezinárodní letiště (FRA)</option> 
<option id="destFromId_HAM" value="@CODE@">Hamburg, Fuhlsbuettel (HAM)</option> 
<option id="destFromId_HAJ" value="@CODE@">Hanover,  (HAJ)</option> 
<option id="destFromId_HEL" value="@CODE@">Helsinki, Vantaa (HEL)</option> 
<option id="destFromId_IST" value="@CODE@">Istanbul, Ataturk (IST)</option> 
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Obrázek 20: Diagram tříd reprezentující parsery. 
7.3.2 Logika komunikace 
V kapitole Common byla popsána třída NetworkCommunication, která umožňuje komplexní správu 
komunikace s webovými servery přes protokol HTTP. V business vrstvě existuje třída 
NetworkControl, která implementuje logiku dotazování na webové portály a pro samotnou 
komunikaci využívá právě výše zmíněnou třídu. Tato třída například obsahuje metodu reprezentující 
logiku dotazu na letecká spojení nebo metodu, která reprezentuje logiku dotazu na destinace. Logika 
těchto dotazů využívá i další třídy (například třídy parseru, normalizace, databázové komunikace, 
třídy reprezentující objekty v systému atd). 
Metoda implementující logiku dotazu na destinace si nejdříve vytvoří objekt třídy HttpMessage 
a zavolá nad ním metodu Load(), čímž nepřímo načte z databáze formát HTTP zpráv pro danou 
aerolinku. Z tohoto objektu zjistí formáty potřebných zpráv, nastaví vlastnosti objektu třídy 
NetworkCommunication, pomocí níž provede dotaz na destinace, a výsledek vrátí.  
V případě dotazu na konkrétní letecké spojení je postup obdobný jako při dotazu na letecké 
spojení. Přesto je v něm jeden hlavní rozdíl, a to ten, že metoda implementující logiku dotazu na 
spojení si z databáze načte ještě tzv. přesměrovací HTTP zprávy (reprezentovány objektem třídy 
RedirectMessage). U některých aerolinek po dotazu na konkrétní letecké spojení totiž systém 
neobdrží od webového serveru přímo odpověď (nejčastěji HTML kód webové stránky s výsledky), 
ale někdy dostane jen HTML kód stránky, který obsahuje URL s přesměrováním, jež obvykle 
obsahuje jedinečný identifikátor (vytvořený webovým serverem), a na toto URL je potřeba následně 
poslat HTTP požadavek. Proto je nutné v databázi uložit i formát těchto tzv. přesměrovacích HTTP 
zpráv. Protože se ale toto nevyskytuje u všech aerolinek, vytvořil jsem si pro tyto zprávy další objekt. 
Metoda logiky dotazu na letecké spojení umí pracovat i s přesměrováním. 
Metody třídy NetworkControl jsou používány jinými třídami business vrstvy, nejčastěji třídami 
reprezentující logiku dotazu na nová letecká spojení. 
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Obrázek 21: Diagram třídy reprezentující logiku komunikace. 
7.3.3 Normalizace 
Formáty HTTP zpráv uložených v databázi jsou reprezentovány v kódu systému datovým typem 
string. Tyto zprávy umožňují administrátorům editovat v administrátorském webovém rozhraní 
a stejně tak přidávat nové zprávy. Při načtení těchto zpráv při běhu aplikace ale nastával problém, že 
se v proměnné vyskytovaly i znaky \r\n , které reprezentují v prostředí Windows konec řádku. 
Problém ale nastal v tom, že HTTP zprávy obdržené od webových serverů tyto znaky neobsahují, 
a tak by při parsování nastala nekompatibilita zprávy načtené z databáze se zprávou od webového 
serveru. 
Proto jsem vytvořil třídu Normalize, která obsahuje metody, jež umožňují odstranit nežádoucí 
znaky z textu a vracejí upravený text. Tím jsem zajistil kompatibilitu zpráv. 
 
Obrázek 22: Diagram třídy normalizující HTTP zprávy. 
7.3.4 Logika dotazování na letecká spojení 
Logiku dotazování na letecká spojení jsem rozdělil do dvou částí. První část provádí dotazy pro 
konkrétní aerolinku a vrací seznam nalezených spojení, kdy nalezený let je reprezentován třídou 
Flight. Druhá část zastřešuje logiku dotazování jako celku, tj. pro každou aerolinku provede první 
část, zjistí tak letecká spojení a uloží je do databáze. 
První část logiky dotazování jsem implementoval pomocí třídy Update a UpdateThread. Třída 
Update načte pro danou aerolinku formáty HTTP zpráv, pomocí třídy NetworkControl si zjistí 
všechny destinace, které následně pomocí třídy Parser vyparsuje a uloží je jako seznam kódů typu 
string. Poté vytvoří pole instancí třídy UpdateThread, které obsahuje tolik instancí, kolik bylo 
zjištěno destinací. Současně také vytvoří stejný počet vláken, kterým přiřadí metodu třídy 
UpdateThread pro vykonávání a tato vlákna postupně spustí. Poté čeká na dokončení výpočtu všech 
vláken, načte ze všech instancí třídy UpdateThread nalezená spojení, vytvoří z nich seznam leteckých 
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spojení reprezentovaných třídou Flight, který vrací. Třída UpdateThread reprezentuje tu část logiky 
dotazování, která se má vykonávat separátně v jednom vlákně. Dotazování na spojení probíhá tak, že 
se provedou dotazy na každou destinaci s každou kromě shodných, tím je zajištěno to, že se systém 
dotáže na všechna možná spojení. Třída UpdateThread vykonává vždy jen dotazy, kdy odletové 
letiště je jen jedno a příletová se mění (vystřídají se všechna kromě shodného s odletovým). Každé 
vlákno má ale jiné odletové letiště. Tím je zajištěno, že se vykonává více dotazů současně, ale 
nejedná se o shodné dotazy. 
Druhá část logiky zastřešuje logiku dotazování na nová letecká spojení jako celek. Tuto část 
jsem implementoval jako třídu UpdateControl. Tato třída nejprve zjistí všechny aerolinky uložené 
v databázi, nechá si vygenerovat data v časovém rozpětí jednoho týdne pomocí třídy 
GenerateTimeSpan z knihovny Common, pro každou aerolinku a datum vytvoří instanci třídy Update 
a zavolá její metodu pro vykonání dotazu na letecká spojení. Po skončení načte z této instance 
všechna nalezená letecká spojení a uloží je do databáze.  
 
Obrázek 23: Diagram tříd reprezentující logiku dotazování na letecká spojení. 
7.3.5 Logika mazání starých leteckých spojení 
Aby se v databázi vyskytovala jen letecká spojení aktuální (za neaktuální letecké spojení považuji 
takový let, jehož datum je starší než aktuální den), bylo třeba implementovat i mazání starých letů 
z databáze. Jelikož tato logika je mnohem jednodušší, implementoval jsem ji jako metodu třídy 
Update. 
Tato metoda nejdříve načte z databáze databázová ID leteckých spojení, jejichž datum je starší než 
aktuální datum, kdy je metoda spuštěna. Pro každé nalezené ID vytvoří objekt třídy Flight, která 
reprezentuje letecké spojení na úrovni business vrstvy. Nad každým tímto objektem zavolá metodu 
Delete(), která nepřímo provede smazání daného leteckého spojení z databáze.  
 
Obrázek 24: Diagram třídy obsahující metodu pro mazání starých leteckých spojení. 
7.3.6 Systémová služba 
Aplikace jako celek je rozdělena na dvě hlavní části: systémovou službu (windows service) 
a webovou aplikaci. Systémová služba z pohledu třívrstvého modelu pokrývá business vrstvu 
a datovou vrstvu. Služba tedy vykonává hlavní logiku aplikace, tj. v pravidelných intervalech provádí 
dotazy na nová letecká spojení, ukládá je do databáze a zároveň také maže stará spojení.  
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Službu jsem vytvořil jako tzv. windows service, což je systémová služba, která se nainstaluje 
do operačního systému Windows pomocí příkazové utility installutil a pak ji je možné spouštět, 
zastavovat, sledovat její stav a činnost v přehledu systémových služeb pro daný operační systém. 
Nejčastěji se jedná o tzv. MMC konzoli (Microsoft Management Console).  
 
Obrázek 25: Systémová služba aplikace. 
Chybové, informační a varovné hlášky služby je možné sledovat v tzv. event logu (soubor 
událostí a různých hlášení od aplikací). Služba si sama po spuštění vytvoří vlastní event log, jehož 
obsah je možné prohlížet v přehledu ostatních systémových event logů opět v MMC konzoli. 
 
Obrázek 26: Event log služby. 
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Jelikož ale službu využívá i prezentační vrstva (využívá metody tříd reprezentující objekty 
v systému), není možné, aby například logika dotazování na nová letecká spojení byla prováděna ve 
stejném vlákně jako je systémová služba samotná, protože by po dobu probíhání dotazování nebyla 
schopna reagovat na jiné příchozí požadavky. To samé platí i pro mazání starých letů z databáze. 
Proto jsem službu implementoval tak, že dotazování i mazání leteckých spojení se vždy spustí 
v odděleném vlákně. Tím jsem docílil toho, že služba bude dostupná vždy pro požadavky prezentační 
vrstvy a zároveň může na pozadí běžet mazání starých spojení. 
Také by nebylo vhodné, kdyby služba dotazovala každý den na letecká spojení třeba na 
následující den. Proto jsem logiku dotazování na nová letecká spojení implementoval tak, že se služba 
dotazuje na spojení v časovém rozpětí jednoho týdne počínaje dnem, kdy se spustilo dotazování. Aby 
se ale nepřekrývaly dny mezi aktuálním dotazováním a dotazováním předchozím, implementoval 
jsem systémovou službu tak, že se dotazování vždy spustí jen jedenkrát týdně. Tím je zajištěna 
aktuálnost a zároveň neduplicitnost leteckých spojení v databázi. 
Výše popsané vlastnosti služby implementují třídy Worker, BagrService a ProjectInstaller. 
Worker je třída, která obsahuje metody, jež implementují akce, které se mají provést po spuštění 
služby a při ukončení služby. Tyto metody po spuštění služby vytvoří dva tzv. timery (časovače), 
které v pravidelných intervalech (jeden týden) spouští v samostatném vlákně dotazování na nová 
letecká spojení a mazání starých spojení z databáze. Při ukončení služby ukončí metody právě 
probíhající vlákna. Třída BagrService reprezentuje systémovou službu jako takovou. Tato třída dědí 
z bázové třídy ServiceBase a při vytvoření nové instance vytvoří nový event log pro službu a novou 
instanci třídy Worker. Třída ProjectInstaller reprezentuje tzv. instalátor služby. Tato třída v podstatě 
implementuje instalátor, díky němuž příkazová utilita installutil může zaregistrovat službu 
v operačním systému. 
 
Obrázek 27: Diagram tříd reprezentující systémovou službu. 
7.4 Prezentační vrstva 
Co je prezentační vrstva a jaká je její úloha, bylo vysvětleno v kapitole č. 6 (Návrh aplikace). 
Z hlediska implementace systému prezentační vrstva obsahuje uživatelské rozhraní, tedy webové 
administrátorské rozhraní a webové služby. Prezentační vrstva využívá metod tříd umístěných 
v business vrstvě, ale je nezávislá na jejich implementaci, stejně tak je nezávislá na datové vrstvě. 
7.4.1 Webové administrátorské rozhraní 
Systém, jenž jsem  vytvořil, obsahuje i jednoduché webové rozhraní, které je určeno pro 
administrátory a poskytuje možnosti nejen vyhodnocení činnosti systémové služby, ale i editaci 
 37 
a přidávání nových záznamů do databáze (aerolinky, letiště, HTTP zprávy) nebo prohlížení statistik 
vygenerovaných z leteckých spojení uložených v databázi. 
Celé webové rozhraní je implementováno jako webová aplikace, která pro svůj běh vyžaduje 
webový server IIS (Internet Information Services). Pro implementaci webové aplikace jsem využil 
technologii ASP.NET (více viz kapitola č. 5). Webová aplikace systému se skládá z mnoha 
tzv. webových formulářů, což je stránka, která obsahuje prvky HTML a tzv. ASP komponenty. 
Komponenty je možno programovat (přiřadit jim kód). Tento kód jsem psal v jazyce C#. Webové 
formuláře se vždy skládají ze dvou souborů. Soubor obsahující samotný webový formulář má 
koncovku .aspx a soubor, který obsahuje tzv. kód na pozadí (tj. kód přiřazený ASP komponentám), 
má koncovku .aspx.cs [6]. 
7.4.1.1 Ověření uživatelů 
Webové rozhraní jsem implementoval tak, že přístup na stránky s webovými formuláři mají jen ti 
uživatelé, kteří se přihlásí pomocí svého uživatelského jména a hesla. Tyto informace musí být 
uloženy v databázi, respektive v databázi není uloženo heslo v čisté podobě, ale jen jeho tzv. hash. 
Jako hashovací funkci jsem použil algoritmus MD5. Kromě výše zmíněných informací jsou 
v databázi ještě uloženy jméno a příjmení uživatele a email, na který se v případě zapomenutého hesla 
pošle heslo nové. Pro webovou aplikaci jsem neimplementoval možnost registrace uživatelů, neboť 
by se mohl registrovat kdokoliv, kdo by si otevřel registrační formulář. Přidání uživatele je tedy 
možné jen tak, že se přidá další záznam do databáze, který reprezentuje uživatele. 
Při pokusu o načtení hlavní stránky administrátorského rozhraní webová aplikace sama 
zkontroluje, zda je uživatel přihlášen. Pokud není, je automaticky přesměrován na přihlašovací 
stránku. Na stránce s ověřovacím formulářem musí uživatel zadat uživatelské jméno a heslo, aby se 
přihlásil. Systém vytvoří ze získaných informací novou instanci třídy Account (tato třída reprezentuje 
uživatele) a zavolá nad ním metodu Authenticate(). Tato metoda nepřímo ověřuje identitu uživatele. 
V rámci bezpečnosti se porovnává jen tzv. hash z hesla zadaného uživatelem do formuláře a hash 
skutečného hesla, jenž je uložen v databázi. Toto ověření vykonává stejně pojmenovaná metoda, ale 
ze třídy AccountData (tato třída reprezentuje uživatele na datové úrovni). Aby se pokud možno co 
nejvíce předešlo hrozbě zneužití modifikováním SQL příkazu, tzv. SQL poisoning, je ověření 
implementováno jako tzv. SQL uložená procedura, která je naprogramována na databázovém serveru. 
V případě, že uživatel nebyl ověřen vůči databázi, je vypsána chybová hláška, jinak se do session 
uloží objekt třídy Account nesoucí všechny informace (kromě hesla) o uživateli a uživatel je 
automaticky přesměrován na hlavní privátní stránku administrátorského rozhraní. Pokud uživatel 
klikne na odhlásit nebo vypršela platnost session, je automaticky přesměrován na přihlašovací 
stránku. 
V případě zapomenutí hesla je pod formulářem odkaz, který přesměruje na stránku 
s formulářem pro zadání uživatelského jména. Po zadání uživatelského jména je systémem 
automaticky náhodně vygenerováno nové heslo, které je odesláno na patřičný email a také uloženo 
v databázi. 
Ověření uživatele implementuje webový formulář Default.aspx a kód na pozadí 
Default.aspx.cs. 
7.4.1.2 Vytvoření nových objektů v systému 
Přes webové administrátorské rozhraní je možné vytvářet nové objekty systému: 
• Letiště, 
• Aerolinku, 
• HTTP zprávy. 
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Pro každý z těchto objektů existuje konkrétní webový formulář. Administrátor tedy například při 
vytváření nového letiště zadá jen název letiště, zemi a kód letiště. Po kliknutí na tlačítko vytvořit se 
spustí kód na pozadí, který vytvoří novou instanci třídy Airport (tato třída reprezentuje letiště na 
business úrovni) a nad ní zavolá metodu Save(). V případě úspěšného provedení je uživatel 
přesměrován na stránku s výpisem o úspěšném provedení operace, v opačném případě na stránku 
s chybovou hláškou. Podobně je implementováno vkládání nových HTTP zpráv a aerolinek. 







7.4.1.3 Editace a mazání objektů v systému 
Přes administrátorské rozhraní je možné editovat aerolinky, letiště nebo HTTP zprávy či je smazat. 
Pro aerolinky a HTTP zprávy existuje konkrétní webový formulář, který obsahuje tlačítka pro editaci 
nebo smazání. Pro letiště je to webový formulář, který obsahuje ASP komponentu pro znázornění, 
editaci nebo smazání záznamů, je to tzv. DataGridView. Tato komponenta umožňuje efektivně 
a jednoduše znázornit velké množství dat ve formě tabulky. Pro každý řádek tabulky existuje odkaz 
pro editaci a smazání. Editace a mazání je podobné jako v případě vytváření nových objektů 
v systému. Vždy se vytvoří instance dané třídy, naplní se daty a nad touto instancí je zavolána metoda 
Update() respektive Delete(). 








Administrátorské rozhraní umožňuje prohlížení statistik vygenerovaných podle údajů o leteckých 
spojeních uložených v databázi. Tyto statistiky jsou znázorněny pomocí grafů, které se generují vždy 
při načtení stránky z aktuálního stavu databáze. Stránka s webovým formulářem, který obsahuje tyto 
grafy, obsahuje rozbalovací menu, ve kterém uživatel vybere aerolinku, pro kterou chce vygenerovat 
grafy. Po vybrání aerolinku se stránka znovu automaticky načte s již vygenerovanými grafy. Pro 
generování grafů jsem využil komponentu od firmy Dundas (http://www.dundas.com), která je volně 
šiřitelná. 
Statistiky implementují soubory Statistiky.aspx a Statistiky.aspx.cs. 
7.4.1.5 Export databáze 
Administrátorské rozhraní umožňuje export údajů z databáze, konkrétně všechny uživatele, aerolinky, 
letiště a letecká spojení. Výsledkem exportu je soubor ve formátu XML, který je uživateli po kliknutí 
na tlačítko automaticky nabídnut ke stažení. Formát XML souboru a jeho elementů je určen podle tzv. 
XSD schématu. V systému je uložen ve složce schema, která je uložena ve stejné složce jako soubory 
webových formulářů. Ke každému typu exportu existuje jedno XML schéma. V případě požadavku 
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na jinou standardizaci XML dokumentu tedy jen stačí, aby administrátor změnil konkrétní XML 
schéma. 
Export databáze implementují soubory Export.aspx a Export.aspx.cs. 
7.4.1.6 Správa uživatelského účtu 
Přes administrátorské rozhraní je také možné editovat údaje o aktuálně přihlášeném uživateli. Systém 
umožňuje editovat jméno, příjmení, heslo a email uživatele. Webový formulář vyžaduje zadání 
nejdříve starého hesla a následně dvakrát po sobě nového hesla (kvůli ověření proti překlepu). Po 
kliknutí na tlačítko uložit systém vytvoří instanci třídy Account (tato třída reprezentuje uživatele), 
naplní ji daty a zavolá na objektem metodu Update(). Opět obdobně jako u všech operací, které 
modifikují data v databázi, pokud operace proběhne v pořádku, je uživatel automaticky přesměrován 
na stránku s hláškou o úspěšném provedení operace, v opačném případě na stránku s chybovou 
hláškou o selhání. 
Editaci uživatelského účtu a údajů o aktuálně přihlášeném uživateli implementují soubory 
Ucet.aspx a Ucet.aspx.cs. 
7.4.2 Webové služby 
Co jsou to webové služby, bylo vysvětleno v kapitole č. 5 (Použité technologie). Prezentační vrstva 
kromě webového administrátorského rozhraní, které umožňuje správu systémové služby, obsahuje 
ještě webovou službu. Webovou službu jsem naimplementoval pomocí technologie ASP.NET, a 
proto vyžaduje běh na webovém serveru IIS. Soubor obsahující kód na pozadí webové služby má 
koncovku .asmx.cs a soubor se samotnou webovou službou jen koncovku .asmx [6].  
Každá webová služba obsahuje tzv. webové metody, které mohu klienti na Internetu volat. 
Implementoval jsem metody, které vrací seznam aerolinek a letišť v systému, a metody, které 
umožňují vyhledat konkrétní letecké spojení, a to podle následujících specifikací: 
• Bez omezení (vrací všechna letecká spojení v databázi), 
• Odletové a příletové letiště (jejich databázová ID), 
• Odletové, příletové letiště a datum letu (databázová ID letišť), 
• Odletové, příletové letiště a datum letu (kódy letišť), 
• Odletové a příletové letiště (kódy letišť), 
• Aerolinka (databázové ID aerolinky), 
• Aerolinka a datum letu (databázové ID aerolinky). 
Díky webovým službám může systém komunikovat s jinými webovými aplikacemi. Webovou 
službu implementují soubory WebServiceBagr.asmx a WebServiceBagr.asmx.cs. 
7.5 Rozvržení komponent aplikace 
Pro implementaci aplikace jsem použil třívrstvý model, který byl popsán v kapitole č. 6. Realizaci 




Obrázek 28: Rozvržení komponent aplikace v třívrstvém modelu. 
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8 Testování 
Aplikaci jsem testoval po dobu několika týdnů. Jako webový server jsem použil IIS (Internet 
Information Services) verze 7 a jako databázový server jsem použil MS SQL 2005 Developer Edition 
a MS SQL 2008 Web Edition.  
Během testování, kdy dotazů na nová letecká spojení bylo neúměrně více, než v běžném 
provozu (jednalo se o zátěžový test), se vyskytl problém se zablokováním mojí IP adresy, na které 
běžela systémová služba, u serverů aerolinky, a to proto, že se domnívaly, že se jedná o tzv. DoS útok 
(Denial of Service), tj. útok, kdy se snaží útočník znemožnit přístup ostatních klientů ke službě jejím 
zahlcením. Tento problém jsem vyřešil tak, že jsem navázal emailovou komunikaci s příslušným IT 
oddělením v dané společnosti a problém jim vysvětlil. Po přechodu na běžný režim testování, kdy 
množství dotazů je mnohonásobně menší, jsem již tento problém nezaznamenal. 
Dalším problémem, který se vyskytl při testování, byla rychlost dotazování. Při dotazech na 
nová letecká spojení pro dvě aerolinky test trval průměrně 23 hodin včetně režie obsahující parsování 
získaných informací a uložení do databáze. Problém byl způsoben tím, že se vyskytlo velké množství 
dotazů. Tuto situaci jsem vyřešil tak, že jsem přeimplementoval logiku dotazování do samostatných 
vláken takovým způsobem, že vznikne tolik vláken, kolik bylo zjištěno destinací pro danou aerolinku. 
V každém vlákně se pak provádějí dotazy se společnou odletovou destinací, mění se jen příletové 
letiště. Díky tomuto řešení mohla služba provádět více dotazů současně, čímž se samotný proces 
dotazování zrychlil z původních 23 hodin více než čtyřikrát. 
Jiným problémem, který se během testování vyskytl, bylo, že při dotazování vzniklo velké 
množství záznamů v databázi (běžně kolem 1 300 nalezených leteckých spojení). Zároveň i tabulka 
uchovávající letiště obsahuje spoustu záznamů (necelých 10 000 letišť). Jelikož obě tabulky 
(uchovávající letecká spojení a letiště) jsou často používány v logice aplikace, zejména konkrétní 
sloupce pro SQL dotazy (sloupec obsahující kód letiště a sloupec obsahující odletové a příletové 
letiště u leteckého spojení), vytvořil jsem v databázi nad těmito sloupci tzv. neclusterovaný index, 
který urychlil práci s databází, zejména pak vyhledávání nad výše zmíněnými sloupci tabulek. 
Při testování jsem také objevil potenciální hrozbu útoku na webové rozhraní metodou 
modifikace SQL dotazu, tzv. SQL poisoning. Největší potenciál hrozby jsem určil při logice 
ověřování uživatele vůči databázi při přihlašování administrátora do administrátorského webového 
rozhraní. Tento problém jsem vyřešil tak, že jsem logiku ověřování uživatele vůči databázi (což je 
v podstatě SQL příkaz typu select) implementoval jako tzv. uloženou proceduru umístěnou na 
databázovém serveru. Tento způsob vykonávání SQL příkazů nad databází je nejbezpečnější.  
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9 Závěr 
Cílem této práce bylo vytvoření systému, který by se připojil na webové portály leteckých 
společností, vyhledal spojení a uložil je vhodným způsobem do databáze. Systém by obsahoval 
administrátorské rozhraní, ve kterém by bylo možné sledovat stav databáze, četnost letů, statistiky pro 
jednotlivé společnosti. Toto rozhraní by také umožňovalo export dat z databáze. Systém by 
poskytoval získané informace veřejně přes webové služby. 
9.1 Vlastní přínos 
Během práce jsem prostudoval problematiku získávání dat z webový portálů leteckých 
společností. Seznámil jsem se s principy objektově orientovaného přístupu k tvorbě aplikací a naučil 
se programovací jazyk C# společně s technologií .NET. Také jsem se naučil detailně pracovat 
s programem Paros, vývojovým prostředím Visual Studio 2008 a databázovými servery MS SQL 
2005 a 2008. Následně jsem navrhl uložení a vyhodnocení získaných informací ze zvolených 
leteckých společností a vytvořil návrh a design aplikace. Systém jsem naimplementoval včetně 
webového rozhraní a webových služeb a provedl testování. Během testování se program projevil jako 
stabilní a rychlý. Umožňuje efektivní správu velkého množství informací o leteckých spojeních a tyto 
informace poskytuje pomocí webových služeb. Právě díky webovým službám může aplikace 
komunikovat s jinými aplikacemi, aniž by bylo vyloženě nutné znát logiku a architekturu vzdálených 
aplikací. Systém se díky univerzálnosti a schopnosti stát se datovým zdrojem pro jiné webové 
aplikace, které umožní centrální vyhledávání leteckých spojení napříč všemi aerolinkami a usnadní 
tak lidem výběr leteckého spojení, ale také i díky snadné modifikovatelnosti a rozšiřitelnosti o další 
aerolinky pro dotazování, projevil jako schopný reálného nasazení. Zároveň jsem si ověřil, že je 
možné tímto způsobem realizovat princip získávání informací o leteckých trasách z webových 
portálů. Pro představu o rozsáhlosti aplikace uvádím: program se skládá z celkem 52 tříd, 7500 řádků 
kódu a pracuje s 6 databázovými tabulkami. 
9.2 Budoucí možnosti rozšíření 
Aplikaci by bylo možné v budoucnu rozšířit o parsování dalších informací z leteckých spojení, 
například ceny letenek, a to včetně konverze měn, o možnost hledání přestupů na jiná letecká spojení 
nebo o informace o nákupním místě letenky (nákupní místo nemusí být shodné s odletovým letištěm). 
Webové rozhraní by bylo možné rozšířit o zobrazování více statistik nebo o možnost importu dat do 
databáze. Zároveň by bylo možné obohatit poskytované webové služby o vyhledávání podle ceny 
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Seznam použitých zkratek 
ADO  ActiveX Data Object 
ANSI  American National Standards Institute 
API  Application Programming Interface 
ASP  Active Server Pages 
BCL  Base Class Library 
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DLL  Dynamically Linked Library 
DoS  Denial of Service 
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HTML  Hypertext Markup Language 
HTTP  Hypertext Transfer Protocol 
HTTPS  Hypertext Transfer Protocol Secure 
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IIS  Internet Information Services 
IP  Internet Protocol 
IT  Information Technology 
MMC  Microsoft Management Console 
MSDNAA Microsoft Developer Network Academic Alliance 
MSIL  Microsoft Intermediate Language 
OOP  Object Oriented Programming 
SOAP  Simple Object Access Protocol 
SQL  Structured Query Language 
T-SQL  Transact SQL 
UML  Unified Modeling Language 
XML  Extensible Markup Language 






V následující tabulce je uveden obsah přiloženého DVD. 
bp.pdf Elektronická verze této práce ve formátu pdf. 
readme.txt Readme k obsahu DVD. 
./dokumentace Složka s programovou dokumentací. 
./kod Složka se soubory obsahující zdrojové kódy. 
./db Složka s databází. 




Paros  je tzv. proxy server, který umožňuje sledování a editaci HTTP/HTTPS zpráv, včetně cookies 
a obsahu polí formulářů, zasílaných mezi klientem a serverem. Paros byl vytvořen skupinou IT 
profesionálů z ProofSecure.com, kteří se zabývají zabezpečením webových aplikací. Program je 
nabízený pod licencí freeware a je volně dostupný na http://www.parosproxy.org. 
 
B.1 Instalace programu Paros 
Paros je na platformě nezávislý, protože je napsaný v jazyce Java. Je ovšem nutné, aby uživatel měl 
nainstalovaný JRE (Java Runtime Environment) verze 1.4 a vyšší. JRE je volně dostupné na 
http://java.sun.com/javase/. Po nainstalovaní JRE na uživatelské PC je nutné stáhnout program 
z http://www.parosproxy.org, kde jsou dostupné instalační balíčky jak pro OS Unix, tak i pro OS 
Windows. Instalace na OS Windows je jednoduchá, stačí spustit stažený soubor a následovat 
instrukce v instalačním průvodci. 
 
 
Obrázek 29: Instalace programu Paros v prostředí OS Windows. 
 
Instalace na OS Unix probíhá obdobně, stačí jen rozbalit obsah staženého archivu do společné složky 
a spustit příslušný .jar archiv. 
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B.2 Spuštění, konfigurace a práce s programem Paros 
Po úspěšné instalaci je na ploše vytvořena ikona pro spuštění programu. Před samotným spuštěním 
Parosu je třeba zkontrolovat, zda porty 8080 a 8443 jsou volné, protože program port 8080 využívá 
pro spojení proxy a port 8443 pro interní SSL obsluhu. Tyto porty se dají změnit v nastavení Parosu 
v sekci Tools – Options. Uživatelské rozhraní Parosu je rozděleno na tři základní části. 
První (vlevo nahoře) obsahuje záložku Sites. V této části se zobrazují požadavky na konkrétní 
objekty vyslané ze strany klienta na jednotlivé servery ve stromové struktuře vzhledem ke struktuře 
uložení dotazovaného objektu na serveru. 
Druhá část (vpravo nahoře) obsahuje záložky Request, Response a Trap. V záložce Request se 
zobrazují požadavky odeslané od klienta na server, v záložce Response se zobrazují odpovědi zaslané 
serverem na klienta na stejný request, jako je v první záložce, a záložka Trap umožňuje zobrazovat 
zachycené dotazy a odpovědi mezi serverem a klientem, které je pak možno modifikovat a poslat 
dále. 
Třetí část (dole) obsahuje záložky History, Spider, Alerts a Output, které zobrazují historii 
jednotlivých požadavků, respektive zjištěné URI při používání Parosu v režimu Spider, respektive 
výstrahy zaznamenané během používání programu, respektive zaznamenaný výstup během používání 
programu. 
Uživatelské rozhraní programu Paros obsahuje i základní menu (v horní části), které se skládá 
z nabídek File umožňující pojmenování započaté session a její uložení a znovunačtení, Edit 
umožňující editaci nastavení aktuální session a její resetování, View umožňující určit, jak budou 
informace v záložkách seřazeny, Analyse umožňující přepínat Paros mezi módy scan a spider, Report 
umožňující zobrazit zprávu o posledním provedeném skenu, Tools umožňující měnit nastavení 
programu, posílat ručně požadavky, nastavovat filtry zobrazení obsahu záložek, provádět aktualizace 
programu a nabídku Help umožňující zobrazit informace o autorech Parosu. 
 
Obrázek 30: Program Paros po spuštění. 
 49 
 
Obrázek 31: Stromová struktura požadavků v záložce Sites. 
 
 




Obrázek 33: Nastavení lokálního proxy serveru v Parosu. 
Po spuštění programu začne být na počítači simulován proxy server. Pro správnou komunikaci 
je třeba nakonfigurovat internetový prohlížeč, kde je nutné zvolit nastavení komunikace přes proxy 
server, jméno proxy serveru nastavit jako „localhost“, pro HTTP a HTTPS komunikaci nastavit port 
8080. 
 
Obrázek 34: Nastavení proxy spojení v internetovém prohlížeči Mozilla Firefox. 
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V případě, že náš počítač může přistupovat do internetu jen přes proxy poskytovatele internetu, 
je ještě nutné v nastavení Parosu v sekci Tools – Options tento proxy server nastavit. 
 
 
Obrázek 35: Případné nastavení proxy serveru poskytovatele internetu. 
 
Po správném nakonfigurování je možno Paros používat. Program poskytuje spoustu funkcí, 
módů a filtrů, pro mé účely však stačí používat Paros v módu zachytávání HTTP požadavků 
a odpovědí (Trapping HTTP requests and responses). To se provede tak, že přepnu program na 
záložku Trap, kde následně označím Trap response nebo Trap request. Pak už stačí jen 
v internetovém prohlížeči zadat adresu webového serveru, s kterým chci komunikovat (například 
načíst internetové stránky www.seznam.cz), a v Parosu mohu sledovat a modifikovat odchozí 




Obrázek 36: Zachycený požadavek od klienta při zadání www.seznam.cz do prohlížeče. 
 
Část okna nacházející se bezprostředně pod záložkou Trap obsahuje vždy hlavičku požadavku 
nebo odpovědi a v části pod ní se zobrazuje obsah aktuálně zachycené zprávy. Hlavičku i obsah 
zprávy je možno modifikovat (obě části fungují jako jednoduchý textový editor). Stisknutím tlačítka 
Continue potvrdím zprávu a Paros ji následně doručí klientovi (v případě odpovědi) nebo serveru 




Obrázek 37: Zachycená odpověď od serveru www.seznam.cz. 
 
Tímto způsobem je možné jednoduše a efektivně odchytit odchozí a příchozí HTTP zprávy od 




Obrázky z aplikace 
C.1 Systémová služba 
 
 
Obrázek 38: Instalace systémové služby do operačního systému. 
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Obrázek 39: Spuštění systémové služby aplikace. 
 
Obrázek 40: Event log aplikace. 
 56 
C.2 Webové administrátorské rozhraní 
 
Obrázek 41:  Ověření uživatele. 
 
Obrázek 42: Vytvoření nové aerolinky. 
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Obrázek 43: Vytvoření nových HTTP zpráv pro aerolinku. 
 
Obrázek 44: Vytvoření nového letiště. 
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Obrázek 45:  Efektivní správa všech letišť. 
 
Obrázek 46: Statistiky pro jednotlivé aerolinky. 
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Obrázek 47: Editace uživatelského účtu. 
