In a deregulated energy market the adoption of multipurpose and flexible software tools for the optimal design and sizing of energy systems is becoming mandatory.
INTRODUCTION
Whenever a new energy conversion process has to be designed or upgraded, the frequently asked questions are: what type, how much? The basic features that can make the difference are, of course, the performance and the cost. Then, once the basic layout has been decided and the preliminary design point settled, other considerations about reliability, maintainability, availability can lead to continuous improvements of the power plant and its organization. However, the original choice influences all the following developments and should be carefully taken. In this respect, tools that can provide estimates of the technical and economic performance of different plant layouts become very helpful. WIDGET-TEMP is a new software environment aimed at the thermoeconomic analysis and optimization of conventional and innovative energy systems at on-design conditions.
The software represents the latest evolution of the TEMP (ThermoEconomic Modular Program) code, developed over the last ten years by the TPG. The TEMP had wide capabilities for the thermoeconomic analysis of power plants and it was used for several research works and publications [1] [2] [3] [4] [5] [6] [7] [8] [9] .
The major limitations of TEMP derived from its implementation using the FORTRAN language of the source code. In fact, this affected the usability and user-friendliness of the tool, which could be effectively exploited only by experienced users. No visual interface was available and the input/output was managed through numerical files. This required a long training/learning time for new users, who could easily make mistakes in the definition of the plant layout and in the interpretation of the results. This was the motivation for the development of WIDGET-TEMP.
The WIDGET web-based approach allows users to exploit all the TEMP potentialities directly from their web browser. The TEMP can now be run locally or, alternatively, on a remote machine, which is accessed via Internet. The WIDGET interface provides the possibility of building up and configuring various types of power plant in a visual environment. So, new users can now have a much more straightforward approach to the tool, and time can be saved both in the definition of the energy system layout and in the visualization of the simulation results.
THE TEMP THERMOECONOMIC APPROACH
Systems for converting energy, even the most complex, can be specified using a limited set of basic components (compressors, pumps, and so on). In this respect, the development of a new software tool for simulating energy systems must ensure good modeling flexibility and extendibility, so that a wide range of plant configurations can be easily handled. These requirements led to the adoption of a modular structure for TEMP [2] . The TEMP looks at the system as a generic process, and analyzes and optimizes it regardless of its particular layout.
The original TEMP simulation engine has been significantly improved [1] [2] [3] [4] , and currently TEMP is provided with about sixty components. The most significant are reported in Table 1 . All the components are organized in a library, which can be extended by users without modifying the "core" of the code. Figure 1 reports the conceptual organization of TEMP and how it interacts with WIDGET: TEMP solves the engineering problem and exchanges with WIDGET the input for and the output of the thermoeconomic analysis.
In TEMP, each component is defined by three subroutines, which describe its thermodynamic, exergetic and thermoeconomic properties at on-design conditions. The subroutines are executed according to the following three cascaded steps:
Thermodynamic analysis Exergy analysis Thermoeconomic analysis In the thermodynamic analysis, the physical plant layout defined by the user is solved iteratively, and the thermodynamic performance, in terms of efficiency, heat and power, found. Moreover, the properties of each flow stream, such as mass flow, pressure, temperature, and composition, are calculated. The exergy analysis subroutines are sequentially called: they provide a complete description of the irreversibilities and exergy streams in the plant. Finally, the thermoeconomic subroutines automatically construct the functional productive diagram of the cycle (briefly, "functional diagram"), which is necessary for the complete thermoeconomic analysis of the plant. As a result, the capital costs of all the components (see Appendix A) and the specific and marginal costs (monetary and exergetic) of each flow stream are calculated. Environmental costs related to pollutant emissions can also be included in the analysis [4] [10] .
The results allow the user to obtain the details of the behavior of the plant as well as its global technical and economic performance. Moreover, the thermoeconomic diagnostics provided by the exergoeconomic analysis [11] , performed within the thermoeconomic analysis, provides a deeper and more complete understanding of the system.
Recently, the assessment of the balance of the plant and investment profitability have been enhanced, through the introduction of the through-life cost analysis, which allows the user to calculate the "global" economic parameters of the plant, such as the net present value (NPV) or the internal rate of return (IRR) [5] .
Optimization can be applied to the whole system, and different objective functions, such as the best thermodynamic efficiency or the best economic performance (i.e. minimum cost of electricity, maximum IRR), can be pursued. Initially, Lagrangian formulation of the optimization problem was used, which, unfortunately, made the system stiff and insufficiently flexible [12] . The TEMP code, instead, started with the Direct Thermoeconomic Optimization (D.T.O.), where a non-linear algorithm of optimization is directly applied to the objective function, without the intermediate step represented by the Lagrangian multipliers. Nevertheless, the internal economy (properly "thermoeconomic internal analysis") is calculated separately. 
WIDGET: IMPROVING THE AVAILABILITY AND USA-BILITY OF TEMP
Albeit the TEMP simulation engine has evolved steadily, its user-friendliness has not been enhanced accordingly. In order to run a simulation, users must write a text-file consisting of a series of figures, which describes the basic components of the plant, their properties and their interconnections. Basically, each component is identified by an integer and its properties are represented by a series of floating-point numbers.
An example can be seen in Figure 2 , which shows how a piece of a plant is coded. The upper part of the figure shows how the plant is designed inside WIDGET, the lower part shows a snippet from the corresponding input file for TEMP. Each row of the input file corresponds to a component, and each row consists of four sections: comment, kind, connections and properties.
The comment section is just what you expect: a comment, which is ignored by TEMP. The type is a positive integer that identifies a class of components; in the example three components are shown: an air inlet (identified by 19), a compressor (identified by 14) and a gas expander (identified by 16).
The connection section of each component consists of a series of integers, one for each port of the component. These integers specify the connection each port is connected to. That is, each connection is identified by a positive integer and using the same number in the two places corresponding to the ports specifies a connection between two ports. In the example, the connection between the air inlet and the compressor is specified by the number "1" and the connection between the compressor and the expander by the number "3". The big arrows in the figure show this correspondence. It is fairly evident that designing and coding even a simple plant in this way is a difficult and error-prone process. So many variables and properties are involved for each component that using them in a consistent way is rather complex for a nonexpert user.
Moreover, the result of a simulation is a text file as well, which is full of numerical information correlated to several components or streams of the input plant.
Basically, before the development of WIDGET, the users had to translate their intuitive idea of a plant into a numberbased representation (to be processed by a FORTRAN program) and then, to map the result on their original vision of the plant without any graphic support. Although this was the only viable option when the project started, this approach forces the user to think as a computer and requires a deep knowledge of the inner working of the program to get sensible results. Nowadays, technology has evolved to the point in which users can think in application domain terms only, without bothering with the error-prone paradigm shift required before. WIDGET is a graphical front-end to TEMP which provides users with a user-friendly interface to design their plants. They can then "draw" them using a library of basic components, set their properties and connect them with few mouse clicks. WIDGET performs some consistency checks during the design of a plant; for instance, users are prevented from connecting together incompatible ports (e.g., a power input to a water input). When a plant is properly connected, WIDGET can run TEMP to carry out the simulation. Then, the results of the simulation are mapped on the graphical diagrams simplifying their interpretation. At any moment, the user can customize the visualization by choosing which results provided by TEMP are to be shown; as is highlighted in Figure 5 , the user can decide which type of result to show, and in what order.
The translation back and forth to the text-based representation remains, but now it is performed by WIDGET, which hides all the details of this translation behind a graphical front-end.
WIDGET has been designed as a separate program, which wraps a graphical interface around TEMP for different reasons:
1. by adopting a Java-based technology, WIDGET can be run on any machine that can run Java, i.e., every modern computer (while TEMP can currently run only on Windows machines); 2. by adopting client/server architecture, interoperability among different combination of operating systems and hardware is granted. In this architecture, TEMP is the server process, and each instance of WIDGET is a client. Hence, while TEMP has still to be run on a Windows-based machine, users can now use TEMP remotely with any kind of machine (e.g., Linux-box or Macintosh) through WIDGET; 3. being a Java applet, WIDGET can be used inside any Java-enabled browser without requiring any software installation or configuration. We can summarize the novel features introduced by WIDGET as open and flexible architecture, a remote access to TEMP and, last but not least, an automatic generation of a graphical view for the functional diagrams.
WIDGET AS OPEN ARCHITECTURE
As said before, WIDGET is a program that is completely separated from TEMP. Yet, WIDGET must know which components TEMP handles, how to display them and how to check their consistency. Not wanting to hard-code the properties of each component inside WIDGET, we had to find a lingua franca to share the TEMP knowledge base with WIDGET.
It turned out that XML [21] , being an extensible markup language, is perfect for this task. XML is a standard language for describing other languages, which lets you design your own dialect for different types of data.
In our case, we defined an XML dialect that let the TEMP developer describe every aspect of a component (its inputs/outputs, its properties and so on) known to TEMP. Therefore, a graphical representation must also be associated with the component by other means.
Each component can be used by WIDGET to build two kinds of diagram: the physical and the functional view. Because the appearance of a component can differ in these two diagrams, we have associated each component with two external files that contain its vectorial graphical representation to be used in the physical and in the functional diagram respectively.
Figure 3
Snippet of XML file for module "Compressor"
The consistency between the graphical representation and the data specified inside the XML files can be automatically checked by a special tool provided as a support for future extensions of TEMP. When these data are consistent the tool writes a compressed representation of all the TEMP components inside a file that is then used by WIDGET. Note that this tool has to be used by TEMP developers only when they need to change some aspects of an existing component or add a new component to TEMP. The end-users do not have to use any particular tool, except WIDGET itself.
This approach is very flexible, because TEMP developers never need to change WIDGET in order to change or extend the component base library. They just need to write the description of the new component into an XML file, to draw its graphical representation in the two files (as explained before), and run the tool once. Figure 3 shows the XML file that describes the Compressor as an example.
CREATING THE FUNCTIONAL DIAGRAM VIEW
The automatic generation of a functional diagram is a major enhancement in analyzing a plant from a thermoeconomic point of view. The first time TEMP is (successfully) run on a plant, a functional diagram is created from the physical diagram and the results of the simulation. The former is used to lay out the components in the functional view; the latter describes the connection between ports (connections defined in the functional view are a superset of the ones defined in the physical view).
While this automatically generated diagram is not usually as clean as one would like it to be, it is a well-known open research problem [22] to lay out a set of "connections" without creating useless intersections. Therefore the diagram could not be as clear as expected without fixing something.
However, users can clean up this diagram moving components and connections "by hand". WIDGET remembers all these manual changes so, in later runs of the simulations, WIDGET creates the new functional view diagram as close as possible to the previous one, retaining its "proper" appearance.
REMOTING TEMP
One of our initial goals was to make TEMP remotely usable without affecting its source code. We have achieved this target by wrapping TEMP inside a Java program. That is, TEMP is still a Windows program that reads its input from files and writes its output to other files but, when used through WIDGET, it is invoked by a Java program that writes the input files before invoking TEMP and captures its output, sending it to the remote Java applet which has asked to run the simulation.
So, even if we always talk about WIDGET as a single program, it really consists of two parts: a (small) part that runs as a server on the Windows machine and another (big) part that runs as a client inside the user's web-browser. The latter part is the only one the end-users directly interact with.
WIDGET-TEMP AT WORK: SIMPLE CYCLE AND COMBINED CYCLE ASSESSMENT
WIDGET-TEMP capabilities have been tested for the V94.2 simple cycle and 1.V94.2 combined cycle, taken as an example to show the features of the new tool. Table 2 reports the basic features of the plants, together with the main data calculated by WIDGET-TEMP. The comparison of the data published in open literature and the calculated data shows a good accuracy in the results, both from a thermodynamic (error < 1% ) and economic (error < 8%) point of view. The costs have been estimated with the cost equations in Appendix A and the heat recovery system costs given in [19] .
The tool has also been tested against other combined cycles not reported here, giving good thermodynamic results and capital cost estimations within a ±15% error range. In the following images (Figures 4-8) , examples of WIDGET-TEMP windows are reported. They report examples of physical diagrams and functional diagrams, with the main properties, such as temperature, pressure, capital costs of the components, specific costs of the streams, displayed. 
CONCLUSIONS
WIDGET-TEMP represents a novel web-based tool for the thermoeconomic analysis and optimization of complex energy systems. It includes all the capabilities of the original TEMP code, now available through every web browsers. This reduces the use of local resources (processor and memory) and makes the tool available for a very wide range of users.
The visual interface allows the training time for new users to be significantly reduced and the results to be more straightforward interpreted. The functional productive diagram of the plant is automatically drawn and available to the user.
The recent upgrades of TEMP capabilities for the full life cycle analysis and the update of cost equations improved the accuracy of the results obtained.
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APPENDIX A: GAS TURBINE COST EQUATIONS
The cost functions for gas turbine simple cycles have been updated to the latest cost data available in open literature ( Figure 9 ). The original form presented in [2] has been modified to improve both the power range of validity of such correlations and the management of non-conventional fluids, such as gas and water/steam mixtures. Table 3 presents the gas turbines considered for cost equation data-fitting. The first part of the columns refers to the data taken from [18] and used as a reference, while the second part of the columns refers to the performance inferred with WIDGET-TEMP. The blade-cooling model employed here is a simplified version of the complete model in [20] . The present model is based on the blade uniform temperature approach and considers the expander as a whole (no distinction between stages). The cooling flow requirement is then calculated as a The coefficients used in the cost functions are reported in Table 4 . The cost obtained from the equations was increased by a factor of 1.26, which takes into account the cost for electrical equipment and control instrumentation. 
Data (Gas Turbine World 2003) Calculated
V ref can be calculated with the perfect gas law. The coefficients were obtained through an optimization procedure that minimized the quadratic error (the function "Lsqcurvefit" available in Matlab© Optimization Toolbox [13] was used. The algorithm is presented in [15] [16] ).
With these new cost equations, the range of validity of the cost equations was extended from 1MW to 170MW (tuning range); however, such cost equations were successfully extrapolated up to 300MW, always keeping the estimation error within ±15%. The average error within the tuning range was lower than 13% ( Figure 10) .
It is worth remembering that the subdivision of a single gas turbine into its basic components is useful to provide the code with the necessary flexibility to study innovative cycles, including intercooled or re-heated gas turbine [3] , humid air cycles [5] , CO2 separation gas turbine plants [6] , and others, where these basic devices can be assembled in nonconventional ways. 
