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Perhaps this battery of petty criticisms would be irrelevant if the spirit of the 
book conveyed what I believe to be so important: the importance and indeed the 
excitement of being able to make programs by a method that enables you to how 
that they are correct. Unfortunately, I cannot think that this book will convert 
non-believers. It is not clear that the author himself is convinced, as the two 
culminating examples of the book-sequential file update and the telegram prob- 
lem-are developed without a formal specification of any kind. But even for simple 
programs, derivations seem to proceed in a devious and implausible manner. It is 
hard to know where to lay the blame for this, since the presentation is often so 
obscure, but I suspect hat the method of progressively weakening the precondition 
is just not very useful. In each refinement step the developer selects a new (additional) 
set of input states that the next program version must process correctly, weakens 
the precondition accordingly, and-in essence- adds a selection statement o the 
program which tests for those states and proceeds accordmgly. Loops are introduced 
by a means never made very clear. It can be seen that a program developed like 
this wilI not be very natural or elegant and will require a great deal of subsequent 
transformation, which is done in a very ad hoc way. 
I conclude with a shameful confession: having skimmed this book for technical 
content, I decided in a moment of rashness to experiment by making it the principal 
text for a course on program derivation. But I paid for my negligence. Halfway 
through the course, I was forced to abandon it. Let my folly-and its punishment- 
serve as a warning. 
Maurice NAFTALIN 
Department of Computing Science and Mathematics 
University of Stirling 
Stirling, United Kingdom 
Carroll Morgan, Programming from Specifications (Prentice-Hall International, 
London, 1990), Price $16.95 (paperback), ISBN O-13-726233-7. 
In the growing list of programming methodology texts, Programming from 
Specl$cations by Carroll Morgan is currently the best. The explanations are both 
careful and clear. The balance between the presentation of theory and its application 
in worked examples is just right. The breadth of material covered, and the level at 
which it is covered, make the text ideal for a one-term undergraduate course for all 
computer science students. 
The book departs from the mold of programming methodology texts in several 
ways. It spends a minimum of space on predicate logic, really only introducing the 
notations to be used (some laws of predicate logic are listed in an appendix). The 
assumption is that students have already obtained facility with predicate logic proofs 
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elsewhere. Surprisingly, the book does not present any logical basis (semantics) for 
its programming constructs until Chapter 21, the last chapter (even after the con- 
clusions chapter!). This optional chapter is a rather quick look at Dijkstra’s wp, 
and defines the programming notations used throughout he book (including guarded 
commands). 
Rogramming from SpeciJications presents a refinement calculus in which 
specifications are refined, in steps, to obtain executable programs. A specification 
is a pair of predicates-precondition and postcondition-together with a list of 
variables whose values may be changed. The refinement steps are governed by laws. 
Resenting the laws and illustrating their use is the main content of the book. Sixty-six 
laws are covered; quite a lot to learn (they are gathered in an appendix). Presumably 
these laws could all be justified on the basis of any sound choice of computational 
logic. Freeing itself from that choice is one of the innovations of this book. Morgan 
devotes the book to the theory and practice of programming rather than to the 
logical foundations. 
To balance this review, let me complain a little about some of the terminology. 
What I would call “specifications”, Morgan calls “programs”; they are not 
necessarily implementable or executable. What I would call “programs”, Morgan 
calls “code”; this becomes confusing in the example program to generate the Gray 
code. What I would call “implementable specifications”, Morgan calls “feasible 
programs”; this will confuse anyone who has studied computational complexity, in 
which “feasible programs” are those executable in polynomial time. Ordinary 
functional composition is called “comb” (as in “hair comb”, I think) when applied 
to lists. Each of these terminological aberrations causes the reader a moment of 
consternation when it is first encountered, but is not a serious hurdle. 
Morgan has made a traditional distinction between terms and formulae, as 
illustrated in the sentence “Simple formulae do not have values like terms; instead 
they are true or false.” [p. 171. A corresponding distinction is made between functions 
and predicates (non-simple formulae), between operators (+, x, . . . ) and con- 
nectives (n, v,. . . ), between distributed operators (sum, product) and quantifiers 
(forall, exists). Many readers will appreciate the distinction, but I look forward to 
the day when we can all admit that true and false are just values of type boolean. 
Our terminology can then be simplified and our alphabet of symbols can be reduced. 
In place of Morgan’s three equal signs: x = y for non-boolean operands, x w y for 
boolean operands, and x = y for predicates (with an implicit universal quan- 
tification), we will need just one. In place of Morgan’s two implication signs: x+y 
and x*y (the latter carrying a universal quantification), we will need just one. 
A list of the example problems solved in the book gives an idea of its scope: 
integer square root, insertion sort, heap sort, Gray code generation, majority voting 
(selection), and a paragraphing problem. The last problem is not the usual one-pass 
padding with blanks, but one that achieves the smallest maximum padding per 
paragraph. The problems are challenging, and all solutions are developed completely 
formally. Additionally, there are many small questions sprinkled throughout, and 
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many of them are answered in an appendix. Both program refinement and data 
refinement (neglected in other texts) are covered. What’s missing? Parallelism, a 
topic of growing importance, is not touched. Neither is the topic of communications, 
or interaction. But we can’t ask for everything in one text. 
Programming from Specifications i well-conceived, well-written, and wonderfully 
free from error. It is a model textbook. 
Eric C. R. HEHNER 
Department of Computer Science 
University of Toronto 
Toron to, On t., Canada 
Edward R. Tufte, Envisioning Information (Graphics Press UK, P.O. Box 8, Godalming, 
Surrey, United Kingdom, MO), Price BO.OO/$48.00. 
The most notable edge humans still have over machines is their capacity for 
pattern recognition. Not just visual patterns, but patterns of behaviour in people or 
things or abstract ideas, patterns of relationships, patterns of organization. To create 
a theory about a system, a scientist uses inductive inference, recognising patterns 
in the data; mathematicians recognise relationships and infer abstractions; engineers 
recognize requirements and match them to solutions; and in every other field of 
life, we function largely by recognizing situations and responding appropriately. 
But of all forms of pattern recognition in the human brain, that in the visual 
cortex is the most powerful. Hence our use of visual presentation in so many spheres 
of activity; and our need to “visualize” systems we deal with. We translate all those 
other kinds of relationships into visual ones, so that our visual pattern-recognition 
circuitry can get to grips with it. Effective visualisation is the key to effective 
understanding of a situation; and to duplicating that understanding effectively in 
the minds of others. The behaviour of a recursive function, or an electron in a 
crystal, or a piece of software are instantly easier to contemplate when presented 
pictorially. So this is a topic that should concern all technical workers. 
The big obstacle is that whilst the visual field is two-dimensional (especially if 
confined to the pages of a book) the information is generally multi-dimensional. 
There is a skill, therefore-“cognitive art”- in choosing the most useful projection 
of subject space into 2-space; or to put it Tufte’s way, “escaping flatland”: arranging 
the picture so that the brain easily recognizes the most relevant multi-dimensional 
relationships. 
Envisioning Information is a well-illustrated discussion of good presentation. It 
is a cover-to-cover ead, rather than a handbook: you come away having enjoyed 
the trip and feeling your skills are improved, though Tufte enunciates no easy-to- 
follow do’s and dont’s. Topics covered include: choosing appropriate data and 
