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Введение 
Сегодня, в связи с распространенностью смарт-
фонов, большой популярностью пользуются мо-
бильные игры – головоломки. Одним из видов та-
ких головоломок является Судоку. В целях изуче-
ния технологии разработки мобильных приложе-
ний для операционной системы Android нами было 
выбрано создание мобильной игры Судоку. 
Одной из особенностей нашего приложения яв-
ляется то, что в нем не используется готовый набор 
головоломок, а каждый раз, когда пользователь 
начинает новую игру, генерируется новая таблица 
Судоку. 
В ходе разработки алгоритма генерации Су-
доку, возникла необходимость подсчета количе-
ства возможных решений. Это нужно было выпол-
нить, чтобы удостовериться, что конечная таблица 
соответствует основному правилу Судоку (пра-
вильно составленное игровое поле должно иметь 
единственное решение). 
 
Дерево решений Судоку 
Далее, для упрощения объяснений, будет ис-
пользована таблица 4х4. Ниже на рисунке приве-
ден пример такой таблицы с её решением. 
 
  
Рис.1. Судоку 4х4 и его решение 
Хорошей визуализацией состояния нерешен-
ного Судоку является «лес», где в каждом «дереве» 
на i-том ярусе расположены числа, подставляемые 
в i-тую свободную клетку первоначальной таб-
лицы. 
Деревья строятся по такому принципу: от каж-
дого узла i-того яруса строим ветви с цифрами, ко-
торые можно по правилам поставить в i-тую сво-
бодную клетку изначальной таблицы, с учетом 
того, что в эту таблицу в предыдущие свободные 
клетки были поставлены цифры соответствующие 
пути из узла в корень дерева. 
Ниже показан такой «лес» для первой таблицы 




















Рис.2. Полное дерево решений Судоку 
Полученные таким образом леса и деревья бу-
дем называть деревом решений Судоку. 
 
Алгоритм полного обхода дерева решений Су-
доку 
Разработанный алгоритм для обхода дерева ре-
шений Судоку и подсчета количества полных ре-
шений, является рекурсивным. Он состоит из двух 
методов, возвращающих целые числа, рекурсивно 
вызываемых друг в друге.  
В одном из них в таблице находится первая ну-
левая клетка и вызывается второй метод, с переда-
чей ему координат клетки. В случае, если нулевой 
клетки не найдено, таблица считается завершенной 
и методом возвращается единица. 
Далее приведена блок-схема работы метода 
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и подсчет числа 
решений
findZeroAndTrySolving(table: Array<IntArray>): Int





















Рис.3. Блок-схема работы метода 
findZeroAndTrySolving() 
Если нулевая клетка была найдена, вызывается 
метод trySolving(), в котором в эту клетку по оче-
реди подставляются все возможные по правилам 
игры цифры, с вызовом при каждой подстановке 
метода findZeroAndTrySolving() с передачей в него 
измененной таблицы, при этом результаты сумми-






trySolving(table: Array<IntArray>, y: Int, x: Int): Int
val flags = sudoku
.getPossibleNumbers(  
Счетчик решений:
var sum = 0
flag[i]
for (i in 
flags.indices)
for (i in 
flags.indices)





Считаем кол-во решений 
с подставленной цифрой 
и прибавляем к sum:
sum +=
findZeroAndTrySolving   





Рис. 4. Блок-схема работы метода trySolving() 
Заключение 
Как результат, в ходе работы алгоритма полно-
стью проходится дерево решений, при этом под-
считывается количество раз, когда таблица запол-
нялась полностью. 
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