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Abstrakt 
Tato práce je vypracována na základě zadání společnosti Honeywell, která požadovala prostudování a 
důkladné zdokumentování technologie objektově relačního mapování pro nasazení v budoucích 
interních aplikacích pro návrh zařízení pracujících na palubách letadel. Součástí práce je i 
demonstrační webová aplikace, která názorně předvádí, že danou technologii je možné nasadit pro 
vývoj multi-uživatelských aplikací, o které má společnost zájem.   
 
 
 
 
 
 
Abstract 
This bachelor's thesis is elaborated according to the assignment of Honeywell company, which 
required to document detailed knowledge of object relational mapping technology for use in its future 
internal applications for designing devices working on plane's board. Part of this thesis is also a demo 
application presenting ability to use this technology in planned multi-user applications, in which the 
company is interested in.   
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1 Úvod 
Témou tejto práce je zadanie spoločnosti Honeywell, ktorá požadovala zdokumentovať a otestovať v 
praxi možnosti technológie objektovo-relačného mapovania na ktorej plánuje postaviť novú verziu 
svojho nástroja pre spoluprácu tímov vyvíjajúcich palubné systémy lietadiel. Pre lepšie pochopenie 
problematiky obsahuje práca aj popis fungovania daných systémov, resp. protokolov pomocou 
ktorých prebieha komunikácia medzi jednotlivými zariadeniami na palube lietadla. Cieľom práce 
bolo dôkladne preštudovať a zdokumentovať možnosti technológie ORM a pripraviť ukážkovú 
aplikáciu aby bolo zrejmé, že daný problém je riešiteľný touto cestou. 
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2 Avionics Full-
Duplex Switched Ethernet 
Táto kapitola bola voľne prevzatá z [1]. 
Avionics Full-Duplex Switched Ethernet (AFDX) je dátová sieť navrhnutá s ohľadom na maximálnu 
bezpečnosť pre beh takzvaných kritických aplikácii. Vzhľadom k obmedzenej šírke zbernice a 
rýchlosti dátového prenosu je nutné prevádzať komunikáciu medzi jednotlivými zariadeniami na 
palube lietadla takým spôsobom, aby bolo vždy zaručené, že nedôjde k strate dát alebo ich 
oneskoreniu. 
 
AFDX je založené na technológii IEEE 802.3 Ethernet a používa takzvané commercial off-the-shelf 
komponenty (COTS).  
Podľa špecifikácie ARINC 664, musí AFDX predovšetkým spĺňať nasledovné: 
1. Full duplex, eliminuje možné kolízie 
2. Determinizmus, viď nižšie 
3. Switched and profiled network, každý subsystém je priamo pripojený na switch. Ten 
zahŕňa všetky komponenty vo vnútri subsystému. Je schopný ukladať pakety do 
zásobníka (bufferu) a to ako pre prijímaciu, tak pre odosielaciu stránku 
 
Príslušný OSI model vypadá takto: 
· Dátová vrstva (MAC a koncept virtuálnych adries) 
· Sieťová vrstva (IP a ICMP) 
· Transportná vrstva (UDP prípadne TCP) 
· Aplikačná vrstva (Sampling, Queuing, SAP, TFTP a SNMP) 
2.1 Full-Duplex AFDX 
 
Na fyzickej vrstve sa jedná klasicky o dve krútené dvojlinky, prvá pre Tx (odosielanie) a druhá pre 
Rx (prijímanie). Oproti bežným systémom (ARINC 429) kde sú jednotlivé zdroje dát spojené so 
všetkými prijímacími zariadeniami, AFDX využíva switch, ku ktorému je každé zariadenie pripojené 
len raz.  
 
2.2 Determinizmus 
Napriek tomu, že Full-Duplex AFDX je schopné samé o sebe zabrániť kolíziám, nerieši správne 
poradie prichádzajúcich/odchádzajúcich paketov, čo býva bežne označované ako jitter. Ten je 
spôsobený náhodnou dobou oneskorenia jednotlivých paketov behom prenosu od zdroja k cieľu. 
Z tohto dôvodu je kľúčové zaistiť, aby sa celý systém choval deterministicky. 
Inými slovami musia existovať presne dané zákonitosti transformácie podnetu na reakciu. 
Priebeh tejto transformácie musí byť za akýchkoľvek okolností úplne totožný. Vďaka tejto vlastnosti 
je možné pomerne jednoducho dané systémy modelovať. 
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2.3 Switched and profiled network 
Prichádzajúce a odosielané pakety sú ukladané do fronty typu FIFO. CPU potom robí presun týchto 
paketov z Rx bufferu do Tx bufferu nasledujúcim spôsobom. Prvý prijímaný paket vo fronte je 
vybratý, analyzovaný a na základe jeho cieľovej adresy (virtual link identifier) je presunutý na prvú 
pozíciu príslušného Tx bufferu. Nastavenie správnej veľkosti bufferu (Tx/Rx) je jednou z úloh 
modelovacích nástrojov akým je napr. ESCAPE-Tool. 
 
 
Obrázok 2.1 - Full-Duplex, Switched Ethernet 
 
 
 
 
 
2.4 Subsystémy 
Na príklade vyobrazenom nižšie je možné vidieť príklad systému ACS. Každý taký systém je 
schopný podporovať niekoľko subsystémov spôsobom, kedy prevedie takzvanú izoláciu subsystému. 
Tej je dosiahnuté obmedzením adresného priestoru a limitovaním času CPU pre tento subsystém.  
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Obrázok 2.2 - End Systems and Avionics Subsystems  
 
Aplikácie bežiace vo vnútri jednotlivých subsystémov komunikujú s aplikáciami z iných subsystémov 
zasielaním správ cez komunikačné porty. Pravidlá pre písanie takých aplikácií sú špecifikované 
štandardom ARINC 653 a podliehajú kontrole certifikačnej autority (FAA). Ich formálna špecifikácia 
pre účely modelovania komunikácie na zbernici a vytvorenia editačného nástroja je náplňou tejto 
práce. 
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3 Hibernate a objektovo relačné 
mapovanie 
Táto kapitola bola voľne prevzatá z [4]. 
 
Hibernate je nástroj pre objektovo-relačné mapovanie. Inými slovami poskytuje radu služieb k 
prevodu dát v podobe v pamäti uložených objektov do formátu relačných databáz založených na 
jazyku SQL, a to v obidvoch smeroch. ORM alebo objektovo-relačné mapovanie je technika, ktorá 
umožňuje popísať transformáciu dát tak, ako sú čitateľné pre daný DBMS (Database Management 
System) do tvaru čitateľného pre JRE (Java Runtime Environment). 
Hibernate nielen že mapuje JAVA triedy na databázové tabuľky a JAVA dátové typy na SQL 
dátové typy, ale rovnako poskytuje vlastný výrazový jazyk a prostriedky pre synchronizáciu dát bez 
ďalšieho zásahu užívateľa. 
 
 
 
Obrázok 3.1 - princíp Hibernate 
 
Podstatou práce tohto nástroja je abstrahovať užívateľa od priameho prístupu k databázy tým, 
že túto úlohu deleguje na Hibernate. Užívateľ tak iba špecifikuje, pomocou konfiguračného súboru, o 
aký typ databázy sa jedná a aký typ ovládača, prípadne konektoru má byť použitý a ostatné už obstará 
Hibernate (viac v časti Connection Provider, tejto kapitoly). V súčasnej dobe Hibernate podporuje 
viac ako dvadsať rôznych DBMS. 
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Obrázok 3.2 - prístup aplikácie k databáze pomocou Hibernate 
 
Nasledujúce odstavce približujú významné časti rozhrania viditeľného z pohľadu užívateľa. 
Príklady uvedené ďalej je možné nájsť v priloženom projekte hibernate-test.  
SessionFactory (org.hibernate.SessionFactory) 
 
Zaisťuje pre každé bežiace vlákno najviac jeden objekt triedy Session. Inštanciu SessionFactory 
zostavuje objekt org.hibernate.cfg.Configuration, ktorý všetky potrebné údaje načíta z 
konfiguračného súboru v metode configure().buildSessionFactory(). Konfiguračný XML je 
nutné umiestniť do hlavného adresára, prípadne využiť metódu configure(<XML_CFG_PATH>). 
Alternatívne je možné vytvoriť konfiguračný objekt priamo v kóde, a to pomocou metód 
addClass(), addResource() a setProperty(). 
Session (org.hibernate.Session) 
  
Predstavuje konverzáciu medzi aplikáciou a perzistentným úložiskom dát. Zapuzdruje mechanizmus 
pripojenia k databáze (JDBC Connection) a transakcie. Jedna inštancia tejto triedy môže bežať vždy 
len na jednom vlákne a jedno vlákno smie mať spustený najviac jeden objekt tejto triedy. 
Odporúčaný spôsob vytvorenia session je volanie metódy openSession(), triedy 
SessionFactory. Tá si drží niekoľko svojich session v tzv. poole, odkiaľ ich na vyžiadanie 
poskytuje. 
Perzistentné objekty a kolekcie 
 
Perzistentnými objektmi rozumieme inštancie tried reprezentujúce konkrétne entity (spravidla 
tabuľky) v databáze. Pravidlá, ktoré musí trieda spĺňať, aby bola považovaná za perzistentnú, budú 
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spomenuté nižšie. Každý vytvorený objekt je pevne zviazaný s konkrétnou session, v rámci ktorej 
bol vytvorený alebo ku ktorej bol pripojený.   
Transaction (org.hibernate.Transaction) 
 
Predstavuje jedinú ďalej nedeliteľnú jednotku práce. Jedna konkrétna úloha pozostávajúca z jedného 
alebo niekoľko SQL dotazov. Hotová práca musí byť potvrdená volaním metódy commit() alebo 
zamietnutá volaním metódy rollback(). Na to je potrebné myslieť hlavne v prípade, kedy sú dáta 
menené. Inštancia tejto triedy abstrahuje implementáciu konkrétneho RDBMS.  
Connection Provider 
 
Pre pripojenie k databáze je kľúčové správne nakonfigurovať nasledujúcich päť atribútov:  
 
· hibernate.connection.driver_class – JDBC driver class, definuje ovládač pre konkrétne 
RDBMS, v našom prípade com.mysql.jdbc.Driver. 
· hibernace.connection.url – JDBC URL, slúži k identifikácii databázy v našom prípade 
jdbc:mysql://localhost:3306/contactsdata. 
· hibernate.connection.username – Identifikátor užívateľa, v našom prípade je to root. 
· hibernate.connection.password – Heslo pre pripojenie k databáze, v našom prípade nie je 
nastavené. 
· hibernate.connection.pool_size – Maximálny počet pripojení v poole. Pre náš testovací 
príklad som ponechal vlastný Hibernate Pool. Pre prípad nasadenia aplikácie v ostrej 
prevádzke je vhodné využiť napríklad hibernate.c3p0. Konfiguráciu je možné urobiť 
jednoduchou zámenou atribútu hibernate.connection.pool_size za následujúce: 
 
hibernate.c3p0.min_size=5 
hibernate.c3p0.max_size=20 
hibernate.c3p0.timeout=1800 
hibernate.c3p0.max_statements=50 
 
 Uvedené hodnoty sú len orientačné. 
· hibernate.dialect – Meno triedy z balíčka org.hibernate.dialect, ktoré umožní optimalizáciu 
SQL dotazov pre konkrétny RDBMS. 
3.1 Perzistentné triedy 
Hibernate si najlepšie rozumie s triedami, ktoré spĺňajú takzvaný POJO (Plain Old Java Object) 
model. Aj keď jeho využitie nie je záväzné, vysvetlíme si v tejto kapitole, v čom spočíva. 
Po prvé každá POJO trieda musí mať definovaný implicitný konštruktor. Ideálne by mala byť 
každá trieda mapovaná na jednu databázovú tabuľku. Primárny kľúč tejto tabuľky by potom mal byť 
vždy atribútom našej POJO triedy. Ku všetkým atribútom by mali existovať prístupové a 
nastavovacie metódy (get / set). Ak budú objekty danej triedy uložené v kolekcii typu Set alebo ak 
očakávate ich odpojovanie a pripojovanie za behu, je nutné implementovať metódy equals() a 
hashCode(). 
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3.2 Objektovo relačné mapovanie 
Obvykle sa uskutočňuje v samostatnom XML súbore pre každú perzistentnú triedu. Pre samotné 
mapovanie už existujúcich tried je vhodné využiť niektorý z dostupných nástrojov, ktoré sú schopné 
všetko potrebné vygenerovať.  
V prostredí NetBeans (podrobnejší popis tohto prostredia viď. kapitola 5.3.1) založte projekt, 
Java Class Library. Do koreňového adresára mimo akýchkoľvek balíčkov importujte Hibernate 
Configuration File. Pridajte Hibernate Reverse Engineering File a potom už len do vami zvoleného 
balíčka nechajte vygenerovať ako perzistentné triedy, tak ich mapovanie. Prípadne je možné využiť 
externé nástroje ako je XDoclet, Middlegen alebo AndroMDA.  
Po vygenerovaní (napísaní) príslušných XML súborov skontrolujte doctype každého z nich. V 
našom prípade: 
 
<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 
3.0//EN" "http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">  
 
Pokiaľ boli mapovacie XML súbory vygenerované v prostredí NetBeans, nemal by sa 
vyskytnúť žiadny problém. Každopádne všetky XML súbory by mali byť platné podľa DTD, ktoré sa 
nachádza v balíčku tej verzie Hibernate, súbor hibernate3.jar, ktorú používate. V prípade, kedy verzia 
v doctype neodpovedá použitej verzii Hibernate, je potrebná schéma vyhľadaná na internete. 
Uvádzacia značka je <hibernate-mapping>. Tá má niekoľko atribútov. Tie spravidla nie je 
potrebné uvádzať a nie sú ani súčasťou vygenerovaného kódu. Napriek tomu si aspoň tie 
najdôležitejšie uvedieme. Atribút default-cascade nastaví implicitný štýl správania pre operácie 
update aj delete v prípade, kedy žiadny nie je explicitne uvedený. Atribút auto-import umožňuje, 
aby boli vo výrazovom jazyku používané nekvalifikované mená tried. V prípade, kedy sme chceli 
napríklad podporovať niekoľko rôznych verzií tej istej databázy, pričom pre každú verziu vytvoríme 
vlastné mapovanie do špeciálneho balíčka, je nutné tento atribút nastaviť na false. Atribút default-
lazy je implicitne nastavený na true z toho dôvodu, že hibernate vždy načíta len tie atribúty, ktoré sú 
potrebné. 
 
List<Contact> contacts = session.createQuery("from Contact").list(); 
   for (Contact contact : contacts) { 
       System.out.println("Name: " + contact.getFirstName()); 
       Set<ContactEvent> contactEvents = contact.getContactEvents(); 
       for (ContactEvent event : contactEvents) { 
           System.out.println("\tDate: " + event.getContactFollowUpDate()); 
       } 
 } 
 
Pre názornosť je uvedený príklad, v ktorom je v prvom kroku získaný zoznam kontaktov, 
pomocou session.createQuery, a až potom je pre každý kontakt načítaný zoznam stretnutí. Z 
príkladu je zrejmé, že pre zoznam stretnutí už nie je potrebné volať metódu createQuery. Pri jej 
prvom volaní boli vytvorené inštancie triedy Contact a tieto sa nachádzajú v stave "attached", teda v 
stave "pripojení k databáze", pokiaľ nie je ich session objekt zatvorený. Pre vytvorenie zoznamu 
stretnutí každého kontaktu bol bez zásahu užívateľa vytvorený SQL dotaz do databáze a príslušné 
objekty boli vytvorené automaticky. Výrazovým jazykom je HQL, ktorému sa budeme detailne 
venovať v nasledujúcej kapitole. 
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3.2.1 Stratégia mapovania 
Štandardne sa používa mapovanie jednej tabuľky na jednu triedu. V prípade, kedy tabuľka plní 
viacero úloh, je možné využiť dedičnosť (polymorfizmus). Keďže sme danú stratégiu (jedna tabuľka, 
jedna trieda) využili ako v študijnej, tak v praktickej časti, budeme sa jej v ďalšom výklade držať.  
3.2.2 Mapovanie primárneho kľúča 
V príklade nižšie je zobrazené mapovanie jednoduchého primárneho kľúče typu Integer. Vždy je 
potrebné uviesť ako meno stĺpca tak aj meno atribútu príslušnej triedy. V prípade, kedy majú byť pre 
novo pridávané položky generované id automaticky, môže si užívateľ vybrať z niekoľkých 
preddefinovaných generátorov alebo si vytvoriť vlastný. Ak užívateľ nezadá žiadny generátor, je 
použitý implicitný (generátor "assigned"), ktorý pre úspešné uskutočnenie uloženia nového prvku 
overí nastavenie platného primárneho kľúča aplikáciou. 
 
<class katalog="contactsdata" name="Contact" table="tblcontacts"> 
    <id name="contactId" type="java.lang.Integer"> 
      <column name="ContactID"/> 
      <generator class="identity"/> 
    </id> 
 
Pre vytvorenie kompozitného primárneho kľúča je potrebné najskôr vytvoriť triedu združujúcu dané 
stĺpce tak, ako je to možné vidieť na nasledujúcom príklade: 
 
<composite-id class="domain_default.CompanyContactsId" name="id"> 
      <key-property name="companyId" type="int"> 
        <column name="CompanyID"/> 
      </key-property> 
      <key-property name="contactId" type="int"> 
        <column name="ContactID"/> 
      </key-property> 
    </composite-id> 
 
Hibernate ďalej podporuje mapovanie polymorfizmu a správu verzií jednotlivých stĺpcov. Pre náš 
projekt nebolo nič z toho vyžadované, a preto je to tu len spomenuté. 
3.2.3 Mapovanie stĺpcov 
Pre každý stĺpec je nutné definovať meno a typ nadväzujúceho atribútu. Pre samotný stĺpec je potom 
nutné uviesť jeho meno a prípadne ďalšie parametre, ktoré sú následne využité pre overenie platnosti 
užívateľského vstupu. 
  
<property name="lastName" type="string"> 
      <column length="50" name="LastName"/> 
    </property> 
 
3.2.4 Mapovanie asociácie Many-to-one 
Jedná sa o najbežnejší vzťah, kedy cudzí kľúč v dcérskej tabuľke odkazuje na primárny kľúč v 
rodičovskej tabuľke. Atribútom fetch je možné vybrať, či pre výber dát z obidvoch tabuliek súčasne 
bude použitý join alebo vnútorný dotaz select.  
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<many-to-one class="domain_default.Zip" fetch="select" name="homeZip"> 
      <column name="HomePostalCode"/> 
      <column name="HomeCity"/> 
</many-to-one> 
 
Mapovanie asociácie one-to-one je taktiež podporované, avšak nie je príliš časté a v našom 
projekte nebolo použité.  
 
<set inverse="true" name="companyContacts"> 
      <key> 
        <column name="ContactID" not-null="true"/> 
      </key> 
      <one-to-many class="domain_default.CompanyContact"/> 
</set> 
 
 Asociácia many-to-many vyžaduje navyše špecifikáciu stĺpca ako atribút značky <many-to-
many>. Okrem kolekcie typu <set>, je možné použiť <list>, <map>, <bag>, <array> a 
<primitive-array>. V prípade, kedy spojovacia tabuľka obsahuje dodatočné údaje, je nutné takýto 
vzťah mapovať ako kombináciu asociácií many-to-one a one-to-many. 
3.2.5 Odporučenie 
V tejto kapitole si zhrnieme niektoré odporúčania a postupy, ktorými si je možné uľahčiť prácu, 
prípadne predísť neskorším problémom. 
· Pokúsiť sa využívať zapuzdrenie všade tam, kde je to možné (zmysluplné). Typickým 
príkladom je adresa. Pre mapovanie je dobré využívať entitu <component>. Zvýši sa tým 
znovu použiteľnosť kódu a jeho jednoduchá údržba. 
· Vždy deklarovať identifikátory. 
· Pre každú namapovanú triedu používať zvláštny súbor. Zvýši sa tým prehľadnosť. Samotné 
mapovacie *.hbm.xml súbory vložiť do rovnakého adresára ako ich *.java ekvivalenty. V 
tomto balíčku (adresári) by nemalo byť nič inéh. 
· Umiestniť všetky SQL dotazy na jedno miesto. 
· V prípade potreby definovať svoje vlastné dátové typy odvodením triedy 
org.hibernate.UserType. 
· V miestach, kde Hibernate nie je schopný vhodne zostaviť požadovaný dotaz (dostatočne 
optimalizovaný), je rozumné premyslieť si priamy prístup k databáze cez JDBC. To je možné 
urobiť tak, že sa otvorí Session, a zabalí sa naša vlastná operácia do objektu triedy 
org.hibernate.jdbc.Work. 
· Behom spracovania výnimky je vždy dobré uskutočňovať rollback. Session sa uzatvára v 
bloku finally. 
· Je vhodné implementovať tzv. "business logic", pomocou DAO (Data Access Object) vrstvy. 
· Mapovať triedy v obidvoch smeroch.  
3.3 Prenos dát 
V predchádzajúcej kapitole bol spomenutý najzákladnejší spôsob, akým je možné získať dáta. Z 
objektu Configuration sa získa SessionFactory, ktorá je ďalej použitá k otvoreniu Session. 
Metódou createQuery triedy Session sa definuje konkrétny dotaz a výsledok sa uloží do objektu 
alebo kolekcie objektov príslušnej perzistentnej triedy. Od tohto okamihu až do uzatvorenia Session 
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je možné so získanými objektmi normálne pracovať, pričom dáta, ktoré neboli získané pri 
inicializácii, sú načítané na pozadí. Takisto je možné načítať iba časť dát z požadovanej tabuľky, ako 
ukazuje nasledujúci príklad: 
 
Query specificsQry 
        = session.createQuery("SELECT contactId, lastName FROM Contact"); 
for (Iterator it=specificsQry.iterate(); it.hasNext();) { 
     Object[] row = (Object[]) it.next(); 
     System.out.println("Contact ID: " + row[0] + "\tname: " + row[1]); 
} 
 
Výrazovým jazykom, ako už bolo uvedené, je HQL. Použitie tohto jazyka prináša radu výhod, 
z ktorých najvýraznejšia je prenositeľnosť aplikačnej logiky v prípade zmeny DBMS. Hibernate tiež 
umožňuje použitie natívnych SQL dotazov, avšak s tým, že užívateľ stráca prenositeľnosť, rovnako 
preberá zodpovednosť za optimalizáciu. HQL podporuje všetky štandardné prvky akéhokoľvek 
výrazového jazyka. Pre získanie celej štruktúry dát je možné využiť všetky typy spojenia (join) 
definované v ANSI SQL. Jedná sa o inner join, left outer join, right outer join a full join. Je možné 
využiť aj implicitného spojenia dvoch tabuliek, tak ako je znázornené na nasledujúcom príklade. 
 
String s = "SELECT p.productName, r.productName FROM Product p, Product r"; 
Query specificsQry = session.createQuery(s); 
for (Iterator it=specificsQry.iterate(); it.hasNext();) { 
    Object[] row = (Object[]) it.next(); 
    … 
} 
 
Týmto dotazom získame mená produktov, jednotkové ceny a mená prerekvizít. V prípade 
potreby je možné SQL dotaz upraviť nasledovne: SELECT p.productName, r FROM Product p, 
Product r a získať tak prerekvizity ako inštanciu triedy Product. To, že použitím HQL 
zjednodušíme získavanie dát, demonštrujeme na následujúcom príklade. Cieľom je získať zoznam 
všetkých spoločností v štáte New York, ktorým sme zaslali aspoň jednu faktúru. 
 
SELECT DISTINCT c.companyName FROM Company c JOIN c.invoices i WHERE 
i.stateOrProvince = 'NY' 
 
Takto by náš dotaz vypadal v HQL. Pre správne zostavenie SQL dotazu stačí špecifikovať 
kolekciu dát v rodičovskom objekte a pre podmienku použitia príslušný atribút triedy Invoice. 
 
SELECT DISTINCT c.CompanyName FROM contactsdata.tblcompanies c inner join 
contactsdata.tblinvoices i on c.CompanyID=i.CompanyID where i.StateOrProvince='NY' 
 
A takto by náš dotaz vypadal pri použití SQL. Pochopiteľne s tým, ako narastá zložitosť 
daného dotazu, rastie aj úspora miesta a prehľadnosť. 
3.3.1 Pridávanie, odoberanie a zmena dát 
Akákoľvek modifikácia dát musí vždy prebiehať vo vnútri transakcie. Tu je potrebné zahájiť v rámci 
danej session. Modifikovať je možné ako perzistentné objekty získané z databázy, tak aj objekty 
vytvorené ručne. Je potrebné dbať na to, aby vytvorený objekt obsahoval všetky povinné údaje. To je 
možné spravidla zaistiť tým, že implicitný bezparametrický konštruktor sa nahradí konštruktorom s 
tými parametrami, ktoré sú povinné. V okamihu, kedy je editácia hotová, je treba predať daný objekt 
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metóde save() príslušnej session. Nakoniec je nutné danú transakciu potvrdiť, v prípade chyby 
zamietnuť zavolaním metódy rollback() a uzavrieť session. 
 
Transaction tx = null; 
try { 
    SessionFactory sf 
        = new Configuration().configure().buildSessionFactory(); 
    session = sf.openSession(); 
    tx = session.beginTransaction(); 
 
    List<Contact> contacts 
        = session.createQuery("SELECT DISTINCT c FROM Contact c").list(); 
    System.out.println("Note 'edited' is to be added into notes."); 
    for (Contact c : contacts) { 
         c.setNotes("edited"); 
    } 
    for (Contact c : contacts) { 
        session.save(c); 
    } 
             
    tx.commit(); 
 
    } catch (Exception e) { 
    tx.rollback(); 
    System.out.println(e.getMessage()); 
    } finally { 
    if (session != null) { 
         session.flush(); 
         session.close(); 
    } 
    } 
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4 Špecifikácia 
V nasledujúcich podkapitolách sú popísané jednotlivé požiadavky spoločnosti Honeywell získané na 
základe konzultácie s jej zástupcom a týkajú sa nástroja Flight Controls Software Designer, ktorý je 
výsledkom tejto práce a slúži na predvedenie získaných znalostí. Výsledná aplikácia pracuje na 
internej platforme spoločnosti Honeywell nazývanej Primus Epic, ktorá slúži na návrh zariadení pre 
použitie na palubách lietadiel. 
 
4.1 Databáza 
Podľa doterajšej praxe pracuje na návrhu rôznych typov aplikácii niekoľko tímov, a to len v rámci 
spoločnosti Honeywell. Z tohto dôvodu je nutné vyriešiť spôsob spolupráce ako na úrovni tímu, tak 
medzi rôznymi tímami. Stav jednotlivých návrhov je možné v princípe rozdeliť na požiadavku na 
pridanie nových dát, požiadavku na ich zmenu a požiadavku na ich odstránenie. Návrh ako taký 
potom môže byť v stave predloženia a schválenia. 
Je taktiež nutné zachovať dátum poslednej zmeny a celkový počet zmien. S tým súvisí 
možnosť odstránenia a opätovného vloženia určitých dát do databázy. Z tohto dôvodu musí existovať 
identifikátor, ktorý bude jedinečný pre každý údaj naprieč všetkými verziami tejto databáze. 
4.1.1 Ovládače 
Ovládač je základnou entitou. Aj keď nie je nutné, aby všetky ovládače na všetkých prístrojoch 
komunikovali po AFDX zbernici, pre účely modelovania má pre nás zmysel pracovať iba s týmito. 
Počet inštalácii jednotlivých ovládačov môže byť obmedzený. Informácie o jednotlivých inštaláciách 
je taktiež nutné uchovávať. Jednotlivé ovládače môžu mať jednu alebo niekoľko inštalácii, nikdy však 
nie viac ako je maximálny počet inštalácií pre daný ovládač. V rámci subsystému existuje jeden alebo 
niekoľko ovládačov, ktoré môžu bežať na rôznych operačných systémoch. 
4.1.2 Moduly 
Ovládač sa môže deliť na niekoľko modulov (vždy minimálne jeden), ktoré zapuzdrujú sadu určitých 
služieb. O službách bude reč neskôr. Moduly môžu využívať rôzne operačné systémy (A653, Deos, 
HeartOS), líšia sa úrovňou zabezpečenia, môžu alebo nemusia podporovať zdieľané služby. Ďalej by 
mal obsahovať informáciu o tom, či môže existovať viac týchto modulov v rámci jedného ovládača, 
či určité inštancie tohto modulu môžu vytvárať alebo prijímať odlišné správy od ostatných inštancií 
tohto modulu a či má byť správa prečítané spoločne s celou skupinou prijatých správ. 
4.1.3 Služby 
Služba môže byť poskytovaná ako samotným ovládačom, tak modulom. Služba môže byť zdieľaná a 
môže mať rôznu mieru kritickosti, podľa špecifikácie DO-178B. 
4.1.4 Správy 
Nejedná sa o konkrétnu inštanciu správy, iba o jej definíciu. V ďalšom texte je správou myslený typ 
správy. Správy môžu byť prijímané alebo odosielané jedným alebo viacerými modulmi samostatne 
alebo ako súčasť skupiny správ. Skupina správ môže byť zoradená alebo nezoradená. Periodické 
správy sú zasielané / prijímané opakovane. Údaj o povolených frekvenciách môže byť menený 
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užívateľom, jednotlivé frekvencie však musia byť harmonické. Každá správa je určitého dátového 
typu. Dátové typy môžu byť mapované užívateľom. Správa môže byť prijímaná len určitými 
ovládačmi, respektíve modulmi na tomto ovládači. 
4.2 GUI 
Parametrom, na ktorý je potreba klásť najväčší dôraz, je tímová spolupráca pre maximálnu efektivitu 
návrhárov potom aj intuitívne ovládanie a teda rozumný návrh grafického užívateľského rozhrania 
tak, aby rešpektovalo logické vzťahy medzi jednotlivými časťami návrhu. 
Informácie o jednotlivých ovládačoch a ich inštaláciách by mali byť súčasťou jedného 
formulára a mali by tvoriť rozcestník na ďalšie formuláre. Tými sú návrh modulu a dvoch 
špecifických správ, tzv. reportu a vymenovaného typu.  
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5 Implementácia 
Získané teoretické znalosti a podrobná špecifikácia zo strany spoločnosti Honeywell značne uľahčili 
implementáciu. Jednotlivé prvky aplikácie sú podrobne popísané v nasledujúcich podkapitolách. 
5.1 Databáza 
Tato kapitola popisuje najvýznamnejšie tabuľky návrhu databázy podľa špecifikácie uvedenej vyššie, 
z ktorých by význam väčšiny stĺpcov mal byť zrejmý. Kompletný ERD diagram je v prílohe A. 
5.1.1 Ovládače 
Tabuľka driver popisuje samotný ovládač, zatiaľ čo installed_driver_configuration každú jednu 
inštaláciu tohto ovládača. Ak bol tento ovládač odvodený od iného, id a verzia rodiča je potom 
uvedená v poliach ParentUID a ParentVersion. Status môže byť rovný jednej z tých hodnôt: 
· REQUESTED_ADDITION 
· REQUESTED_DELETION 
· REQUESTED_CHANGE 
· STATUS_OK 
 
 
 
 
Obrázok 5.1 - ERD diagram tabuliek Driver a Installed_Driver_Configuration 
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5.1.2 Moduly 
Popri vlastnostiach popísaných v špecifikácii, obsahuje tabuľka module navyše Security_Level, čo je 
v skutočnosti cudzí kľúč do tabuľky security. Use HighIntegrityEE má väzbu na hardware. 
 
 
 
Obrázok 5.2 - ERD diagram pre tabuľku Module 
 
 
Obrázok 5.3 - ERD diagram pre tabuľku Security 
 
Tabuľka module_produces_messages popisuje, ktoré správy sú odosielané z daného modulu. Modul 
môže odosielať len skupiny správ, nie samostatné správy, preto cudzí kľúč do tabuľky messages by 
nikdy nemal ukazovať na nič iného, ako na správu typu skupina. Instance je identifikátor inštancie 
modulu, ktorý odosiela danú správu, teda chová sa odlišne od ostatných inštancií tohto modulu. 
V prípade, že sa všetky moduly chovajú rovnako, potom je hodnota pole Instance nastavená na nulu. 
Odosielané správy majú vlastnú úroveň zabezpečenia, opäť cudzí kľúč do tabuľky security. 
Frekvencia odosielaných správ bude popísaná neskôr. Pole CustomStructure je nastavené v prípade, 
kedy má odosielaná správa užívateľom nastavenú štruktúru.  
Tabuľka module_reads_message popisuje správy, ktoré do modulu prichádzajú. Pokiaľ je táto správa 
čítaná len určitou inštanciou tohto modulu, jej identifikátor je uvedený v poli ModuleInstance. Ak je 
táto správa čítaná iba niektorou inštaláciou driveru (modulom na tejto inštalácii), jeho identifikátor je 
uvedený v poli Instance. Channel označuje kanál, na ktorom prebieha komunikácia. Prijímanie, resp. 
odosielanie správy je vždy spojené s niektorou zo služieb. 
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Obrázok 5.4 - ERD diagram pre tabuľku 
Module_Produces_Messages 
 
Obrázok 5.5 - ERD diagram pre tabuľku 
Module_Reads_Message 
5.1.3 Služby 
Tabuľka service popisuje samotnú službu, tabuľka module_uses_service potom ktoré moduly 
využívajú ktoré služby. Opäť význam väčšiny ostatných atribútov, by mal byť zrejmý zo špecifikácie. 
Každá služba musí byť volaná najmenej jedným modulom. Modul musí poskytovať aspoň 
jednu službu. Služby, ktoré modul poskytuje, môžu ako prijímať, tak aj odosielať správy. Modul 
môže poskytovať len služby, ktoré prijímajú správy alebo služby, ktoré správy len odosielajú. 
Typicky poskytuje obidva typy služieb. 
 
 
Obrázok 5.6 - ERD diagram pre tabuľky Service a Module_Uses_Service 
5.1.4 Správy 
Správy všetkých typov sú obsiahnuté v tabuľke message. Správy špecifických typov potom 
v tabuľkách cluster (skupina), ordered (správa v zotriedenej skupine), status_message (stavová 
správa), enum_message (správa vymenovaného typu).  
Správy môžu byť fyzicky odosielané / prijímané vždy len niektorým z modulov, poskytujúcim 
určitú službu. Správy stavového typu nemusia byť nutne odosielané a slúžia pre interné potreby 
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ovládača, pre ktorý sú definované. Ovládač môže taktiež „odosielať“ takzvané reporty, čo sú správy 
typu „skupina“. Je ale treba dbať na to, aby takto definovaný report potom niektorý z modulov 
skutočne odosielal. 
Klasické správy môžu byť odosielané modulom len ako súčasť skupiny správ. Na druhú stranu 
modul môže prijímať ako celé skupiny správ, tak iba jednotlivé správy z odoslanej skupiny. 
 
 
Obrázok 5.7 - ERD diagram pre tabuľku message 
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5.2 GUI 
Užívateľské rozhranie je vytvorené pomocou najmodernejších technológií ako napr. Google Web 
Toolkit, JavaScript a AJAX, doplnené jednoduchou ale účelnou a prehľadnou grafikou. O aplikačnom 
rámci Google Web Toolkit pojednáva zvláštna podkapitola nižšie. Všetky grafické prvky použité v 
aplikácii boli vytvorené v grafických editoroch spoločnosti Adobe, konkrétne Fireworks CS4 a 
Photoshop CS4. 
Najväčší dôraz pri návrhu rozhrania bol kladený na jeho jednoduchosť a prehľadnosť. Aplikácia je 
tvorená hlavičkou, ľavým a pravým (hlavným) panelom a pätou, ktorá zobrazuje základné informácie 
o projekte. 
 
 
Obrázok 5.8 - Náčrt rozloženia hlavných prvkov aplikácie 
 
5.2.1 Hlavička 
Hlavička je vytvorená centrovaným panelom, ktorého obsah sa prispôsobuje na základe toho, či je 
užívateľ prihlásený alebo nie. V prípade, že užívateľ nie je prihlásený, hlavička obsahuje len logo 
aplikácie. V momente prihlásenia užívateľa sa zobrazia jeho meno a priezvisko spolu s tlačidlom na 
odhlásenie zo systému. 
Na základe skupiny, do ktorej prihlásený užívateľ patrí, sa zobrazia možnosti na správu užívateľov 
prípadne potvrdzovanie zmien a žiadostí a to nasledovne: 
· administrátor - všetky dostupné operácie, schvaľovanie žiadostí a zmien 
· developer - pridávanie návrhov na zmenu, pridávanie alebo mazanie údajov 
· visitor  - len prezeranie databáze bez možnosti prevádzania akýchkoľvek zmien 
Súčasťou hlavičky sú aj odkazy na časti systému zabezpečujúce správu užívateľov a potvrdzovanie 
návrhov na pridanie, resp. zmazanie prvku spolu s potvrdzovaním zmien dát. 
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Obrázok 5.9 - Hlavička spolu s administračnými odkazmi 
 
5.2.2 Správa užívateľov 
Modul pre správu užívateľov je implementovaný formou dialógového okna rozdeleného na dve časti. 
Ľavá časť obsahuje zoznam užívateľov aplikácie spolu s informáciou do ktorej skupiny patria a s 
ikonami pre zmazanie resp. úpravu informácii konkrétneho účtu. 
Po kliknutí na ikonu pri požadovanom účte sa v pravej časti okna zobrazí formulár pre úpravu resp. 
pridanie nového užívateľa. 
Aktuálne prihlásený užívateľ nemôže zmazať svoj účet zo systému ako aj nemôže preradiť sám seba 
do inej skupiny. 
 
 
Obrázok 5.10 - Ukážka modulu pre administráciu užívateľov 
 
5.2.3 Potvrdzovanie žiadostí 
Jednou z požiadaviek na ukážkovú aplikáciu bola možnosť spolupráce viacerých tímov. S tým okrem 
správy používateľov súvisia aj ďalšie dve časti, ktoré sú prístupné len administrátorom: 
· potvrdzovanie žiadostí 
· potvrdzovanie zmien 
Tieto časti zabezpečujú konzistenciu celej databázy za akýchkoľvek podmienok a pri ľubovoľnom 
počte zároveň pracujúcich vývojárov alebo tímov. 
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Do centra pre potvrdzovanie žiadostí príde každá požiadavka na odstránenie alebo pridanie 
ľubovoľnej položky (či sa jedná a ovládač, jeho modul alebo službu) a čaká na potvrdenie alebo 
zamietnutie administrátorom systému. V prípade, že sa jedná o žiadosť na odstránenie položky a 
administrátor ju zamietne, užívatelia nepocítia žiadnu zmenu a môžu s položkou ďalej pracovať. V 
opačnom prípade je položka zmazaná spolu so všetkými nadväzujúcimi prvkami. 
Operácia pridania prvku sa líši v pár detailoch. Pokiaľ ju administrátor zamietne, odstráni sa zo 
systému a v podstate nič zvláštne sa nedeje. Ale ako náhle ju potvrdí, nastaví jej status na hodnotu 
STATUS_OK a umožní tým užívateľom pracovať s týmto prvkom a viazať na neho ďalšie dcérske 
prvky, ktoré musia prejsť takým istým schvaľovacím procesom. 
 
 
Obrázok 5.11 - Dialog pre potvrdzovanie žiadostí 
 
5.2.4 Potvrdzovanie zmien 
Ďalšia časť systému vytvorená pre spoluprácu tímov je potvrdzovanie zmien. Od potvrdzovania 
žiadostí sa odlišuje spôsobom, akým dochádza k prijatiu, resp. zamietnutiu zmeny. 
Každý tabuľka, či už ovládačov, modulov alebo služieb, má v databáze svoje dočasné kópie, 
ktoré slúžia na ukladanie zmenených údajov. Tieto dočasné kópie sú prepojené jedinečnými 
identifikátormi na svojich rodičov v hlavných tabuľkách. V prípade prijatia zmeny administrátorom 
sa údaje z dočasnej tabuľky preklopia do hlavnej, nastaví sa status v hlavnej tabuľke na STATUS_OK 
a zmaže sa záznam z dočasnej tabuľky. Ak sa administrátor rozhodne zmenu zamietnuť, v hlavnej 
tabuľke sa nastaví status na STATUS_OK a z dočasnej sa záznam vymaže bez toho aby došlo k 
preklopeniu údajov. Potvrdzovaním žiadostí a zmien je systém chránený proti nežiaducim zmenám v 
databáze zo strany iného vývojára alebo týmu. Priamy prístup k zmene databázy má samozrejme len 
administrátor.  
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5.2.5 Ľavý panel 
Celý tento panel je kontajnerom pre hlavné menu. Jeho obsah sa mení podľa toho či je užívateľ 
prihlásený alebo nie. V prípade, že užívateľ nie je prihlásený, obsah panela je prázdny.  
Hlavné menu je základný rozcestník tejto aplikácie a bez neho je v podstate nemožné dostať sa k 
akýmkoľvek údajom z databázy. Bližšie informácie je možné nájsť v kapitole 5.2.6. 
 
5.2.6 Navigácia 
Zvláštny dôraz bol kladený na menu systém aplikácie. Bola požadovaná moderná, nie moc používaná 
funkcionalita, ktorá spočíva hlavne v nahradení všetkých posuvných líšt horizontálnymi ovládacími 
prvkami spolu s jemnou a nenápadnou animáciou. Navigácia aplikácie sa delí na dve spolu súvisiace 
časti - hlavné menu a tzv. breadcrumbs menu, ktoré zobrazuje informáciu kde sa práve užívateľ v 
aplikácii nachádza. 
Hlavné menu pozostáva z 3 hlavných prvkov (odkazov), konkrétne drivers, modules, services. 
Každý z týchto prvkov po aktivácii načíta položky na základe svojho vybratého nadradeného prvku, 
okrem položky drivers. Po rozkliknutí je aktivovaná jednoduchá animácia a v prípade dlhšieho 
zoznamu (nad 11 prvkov) je menu schopné postupným plynulým posunom automaticky nastaviť 
pozíciu aktuálne vybratého prvku. Tým sa značne ušetrí čas užívateľov, ktorý by museli stráviť 
hľadaním hlboko zanorených prvkov. 
Rovnaké efekty sú aplikované aj pri použití breadcrumbs menu, ktoré slúži na rýchle 
orientovanie sa v systéme, keďže zobrazuje aktuálne zvolený ovládač, modul a službu. Po kliknutí na 
konkrétny názov je užívateľ automaticky presmerovaný do menu daného prvku. 
 
 
Obrázok 5.12 - Hlavné menu so 
zobrazenou položkou "drivers" 
 
Obrázok 5.13 - Breadcrumbs menu s klikateľnými názvami prvkov 
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5.2.7 Pravý panel 
Pravý panel, alebo tiež hlavný, slúži na zobrazovanie obsahu ako sú rôzne dialógy, správy a pod. Ak 
nie je užívateľ prihlásený, v hlavnom paneli sa zobrazí dialóg na prihlásenie. Tento dialóg je taktiež 
prispôsobený pre minimalizovanie potrebných úkonov zo strany užívateľa, tzn. že pri zobrazení 
dialógu je automaticky označené políčko pre meno a reaguje aj na stlačenie klávesy ENTER. Po 
úspešnom prihlásení sú v tejto oblasti zobrazované formuláre hlavných položiek (ovládačov, modulov 
a služieb). 
Jednotlivé formuláre sú navrhnuté ako Composite Widgets čo bolo možné dosiahnuť vďaka 
funkcionalite aplikačného rámca GWT (podrobnejší popis GWT viď kapitola 5.3). Termínom 
Composite Widget označujeme užívateľskú komponentu, ktorá sa skladá z viacerých základných 
komponent a funguje ako celok. Výhod používania týchto komponent je hneď niekoľko, ale 
najvýznamnejšia z nich je, že umožňujú vytvoriť takmer neobmedzený počet inštancií samých seba 
bez nutnosti písať ten istý kód stále dookola. Pre účely tejto aplikácie sú použité spomínané 
komponenty na prezentáciu, editáciu a pridávanie dát. V prípade, že sa jedná o užívateľa zo skupiny 
Visitors alebo je daný prvok v inom stave než STATUS_OK, formulár plní len prezentačnú úlohu a 
všetky editačné možnosti sú nedostupné. 
5.2.7.1 Formulár pre editáciu ovládačov (Drivers) 
Pomocou tohto formulára je možné meniť údaje o konkrétnom ovládači, pridávať nové alebo mazať 
vybraté položky zo skupiny Drivers. Nepodlieha žiadnym nadradeným prvkom a obsahuje aj 
možnosť na pridanie nového modulu do systému ako svoj dcérsky prvok. 
Údaje, ktoré je možné týmto formulárom meniť sú nasledovné: 
· Name 
· Description 
· Max. Instances 
· Data Version 
 
5.2.7.2 Formulár pre editáciu modulov (Modules) 
Pre editáciu a pridávanie modulov slúži ďalší formulár zo skupiny Composite Widgets. Pomocou 
neho je taktiež možné prepnúť sa na pridanie novej služby, ktorá bude spárovaná s daným modulom. 
Údaje, ktoré je možné týmto formulárom meniť sú nasledovné: 
· Name 
· Description 
· Max. Channels 
· Security 
· Allow Instance Collocation 
· Share Services 
· User High Integrity EE 
· podporované operačné systémy (Deos, A653, HeartOS) 
· Allow Instance Produce/Consume 
· Lost Bulk Severity 
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5.2.7.3 Formulár pre editáciu služieb (Services) 
Posledným zástupcom formulárov umožňujúcich zmenu dát v databáze je formulár služieb. Patrí 
medzi najjednoduchšie a umožňuje meniť len niekoľko údajov: 
· Name 
· Description 
· Criticality 
· Sharable 
 
5.2.8 Päta 
Jedná sa o panel umiestnený na spodnej hrane stránky, zobrazujúci informácie o aktuálnom webovom 
serveri na ktorom aplikácia beží, použitom aplikačnom rámci, autorovi a roku vyhotovenia. 
 
5.3 GWT - Google Web Toolkit 
 
Táto podkapitola bola prevzatá z [2]. 
Vývoj aplikácií založených na technológiách JavaScript a XML, tiež označovaných termínom AJAX, 
je veľmi zložitý a časovo náročný. JavaScript vyžaduje veľa špeciálnych znalostí, v každom prostredí 
a skoro v každom type prehliadača sa správa v určitých momentoch odlišne, niekedy až 
nepredvídateľne a preto je jeho ladenie veľmi zdĺhavý proces. Z uvedených dôvodov vznikli 
postupom času rôzne knižnice a aplikačné rámce, ktoré sa o kompatibilitu starajú automaticky, ako sú 
napr. JQuery, DoJo, Script.aculo.us, ExtJS a ďalšie. Nevýhodou týchto rámcov ostáva fakt, že 
vývojár potrebuje ovládať najmenej dva jazyky - JavaScript na strane klienta a jeden z jazykov na 
strane servera, ako napr. PHP, Java a podobne. 
Google Web Toolkit (GWT) uľahčuje prácu aj v tomto smere. Na používanie tohto aplikačného 
rámca nám postačí zvládnuť jazyk Java ako pre klientsku časť, tak aj pre serverovú pretože kód 
určený pre klienta je preložený do čistého a kompatibilného JavaScriptu, ktorý je spustiteľný vo 
väčšine hlavných prehliadačov bez ďalších potrebných zásuvných modulov. 
Aplikačný rámec GWT poskytuje platformu pre vývoj skutočných RIA (Rich Internet 
Application) aplikácií hlavne vo význame umožnenia užívateľovi pracovať s lokálnymi výpočtami a 
stavom jednotlivých častí webu bez nutnosti volať server pri každej takejto operácii. Tento prístup má 
mnoho výhod ako pre užívateľa tak aj pre vývojára - užívateľ má k dispozícii svižnú a spoľahlivú 
aplikáciu, vývojár môže jednoducho obmedziť a riadiť záťaž na server. Ďalší nezanedbateľný význam 
majú RIA aplikácie v možnosti používať všetky dostupné ovládacie prvky, ako sú napr. tlačidlá, 
prepínače, textové poli a pod. len na základe HTML, JavaScript a CSS kódu pri zachovaní možnosti 
prístupu k serveru ak je to nutné. 
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Obrázok 5.14 - Princíp fungovania GWT. Preklad Java kódu do čistého JavaScriptu. Obrázok prevzatý z [2]. 
 
5.3.1 Inštalácia GWT 
Táto podkapitola bola prevzatá z [3]. 
Pred začatím inštalácie je potrebné overiť dostupnosť Java Runtime Engine (JRE) na počítači, kde 
chceme vyvíjať GWT aplikácie. V prípade potreby inštalácie JRE je možné stiahnuť inštalačné 
súbory zo stránok spoločnosti SUN. 
Vlastný kód aplikačného rámca je dostupný na stránkach výrobcu tohto softvéru, spoločnosti 
Google. Po stiahnutí ZIP archívu je potrebné ho rozbaliť na ľubovoľné miesto na disku, kde sa 
vytvorí adresárová štruktúra zobrazená na obrázku 5.14. 
Ďalej je potrebné sa rozhodnúť pre jedno z vývojových prostredí NetBeans alebo Eclipse. 
Teoreticky je možné kód aplikácie písať v ľubovoľnom textovom editore, ale veľmi sa tým zvyšuje 
riziko možných chýb a je nutné každý súbor kompilovať ručne. 
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Obrázok 5.15 - Adresárová štruktúra GWT frameworku. Obrázok bol prevzatý z [3]. 
 
NetBeans 
 
Ukážková aplikácia pre tento projekt bola vytvorená práve v tomto prostredí, tak si ho predstavíme 
trochu podrobnejšie. Netbeans je moderné vývojové prostredie dostupné pre platformy Windows, 
Mac, Linux a Solaris. Umožňuje pracovať so širokým spektrom jazykov. Okrem hlavného jazyka 
Java, pre ktorý je primárne učené, je možné písať aplikácie aj v jazykoch PHP, JavaScript, Ruby on 
Rails, Groovy and Grails a C/C++. Menšia nevýhoda tohto prostredia spočíva v nedostupnosti 
zásuvného modulu GWT priamo od spoločnosti Google. Tento nedostatok však vyvažuje pohodlná a 
intuitívna práca s nástrojom Hibernate, čo je veľká výhoda oproti konkurenčnému nástroju Eclipse, 
popísanému nižšie. 
Samotná inštalácia aplikačného rámca GWT je otázka pár minút a niekoľkých nastavení. V 
hlavnom menu zvolíme možnosť Tools -> Plugins, prepneme sa na kartu Available Plugins kde 
označíme zo zoznamu položku GWT4NB. Jedná sa o zásuvný modul, ktorého autorom nie je 
spoločnosť Google ale tretia strana, čo môže za určitých extrémnych okolností viesť k nestabilite, 
kedy je potrebná reinštalácia tohto modulu. Kliknutím na tlačidlo Install dokončíte inštaláciu podľa 
pokynov na obrazovke. Po dokončení inštalácie je potrebné reštartovať vývojové prostredie a potom 
nastaviť cestu k zdrojovým súborom GWT. Toto nastavenie sa uskutoční v zobrazení vlastností 
projektu. Na ľavej strane dialógu zvolíme položku Frameworks a v pravom paneli zadáme úplnú 
cestu k adresáru kam sme rozbalili zdrojové súbory GWT. 
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Obrázok 5.16 - Nastavenie cesty k zdrojovým súborom GWT pre framework GWT4NB 
 
Eclipse 
 
Ďalším vývojovým prostredím, ktoré umožňuje tvorbu GWT aplikácií, je už spomínaný Eclipse. 
Rovnako ako v predchádzajúcom prípade sa jedná o veľmi kvalitný, opensource program, ktorý ma 
svoje klady ale aj zápory. Medzi zápory tohto softvéru patrí veľkosť inštalačného súboru, ktorý je 
približne 2x väčší ako pri NetBeans, nepohodlná práca a zložitá konfigurácia nástroja Hibernate. Na 
druhej strane je veľkým prínosom podpora zásuvného modulu priamo spoločnosťou Google, ktorá ho 
vyvíja. To zabezpečuje prístup k najnovším možnostiam tohto frameworku ihneď po jeho 
aktualizácii. Teraz si ukážeme ako nainštalovať modul GWT do prostredia Eclipse spolu s názornými 
ukážkami pomocou obrázkov. 
Na stránke http://code.google.com/intl/sk/eclipse/docs/getting_started.html si skopírujeme 
odkaz podľa aktuálne nainštalovanej verzie. V prostredí Eclipse pokračujeme klasicky ako pri každej 
inštalácii zásuvných modulov. V ponuke Help -> Install New Software klikneme na tlačidlo Add. 
V zobrazenom dialógu zadáme skopírovanú adresu a po potvrdení sa zobrazí výber s 
dostupnými súčasťami. V tomto výbere je pre správne fungovanie a spoluprácu s Google App Engine 
označiť všetky dostupné súčasti. 
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Obrázok 5.17 - Zoznam dostupných súčastí modulu GWT načítaný zo zadanej adresy 
 
5.4 Inštalácia MySQL databázy 
V predchádzajúcej kapitole sme si ukázali ako jednoducho nainštalovať všetky potrebné súčasti, aby 
sme mohli začať vyvíjať aplikácie na základe aplikačného rámca GWT. V prípade, že aplikácia má 
pracovať s užívateľskými dátami, potrebujeme ešte nejaký nástroj na ovládanie databázy. V našom 
prípade bola zvolená databáza MySQL, ktorá patrí v súčasnosti medzi najrozšírenejšie a 
najvýkonnejšie nástroje na prácu s dátami. 
Ako prvý krok inštalácie je potrebné stiahnuť inštalačný balíček z oficiálnych stránok MySQL. 
Zvolíme binárnu distribúciu aby sme nemuseli kompilovať zdrojové kódy od základu a spustíme 
inštaláciu. Proces inštalácie je jednoduchá záležitosť, kedy sa stačí držať pokynov na obrazovke a 
zadať požadované údaje. Po skončení inštalácie je potrebné reštartovať systém aby sa prejavili všetky 
zmeny v systémovej premennej PATH a môžeme spustiť server z adresára /bin. Pri prvom spustení 
administračného centra je potrebné zadať meno a heslo, ktoré sa bude používať pre pripojenie k 
databáze. Ako poslednú vec povolíme automatické spúšťanie ovládača databázy pri štarte systému a 
tým je naša databáza nainštalovaná a pripravená k použitiu. 
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5.5 Inštalácia aplikácie 
Keď už máme všetko potrebné pre naše účely nakonfigurované, ostáva už len nainštalovať a  
nakonfigurovať samotnú aplikáciu Flight Controls Software Designer. Inštalácia spočíva v rozbalení 
priloženého archívu na zvolené miesto na disku a naimportovanie projektu do jedného zo 
spomínaných vývojových prostredí. Pri aplikácii sú priložené aj projektové súbory pre NetBeans, čiže 
sa odporúča pracovať práve v tomto prostredí. Ďalej je nutné zadať prístupové údaje k databáze, čiže 
zmeníme súbory /src/java/hibernate.cfg.xml a /web/WEB-INF/hibernate.cfg.xml podľa potreby. Ak 
sme všetko správne nakonfigurovali, stačí zvoliť možnosť Deploy z menu projektu. Vývojové 
prostredie si samo spustí aplikačný server, preloží zdrojové súbory a spustí aplikáciu v prehliadači. 
 
 
 
Obrázok 5.18 - Ukážka hotovej aplikácie  
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6 Záver 
Na základe špecifikácie spoločnosti Honeywell je v práci podrobne spracovaná problematika 
objektovo relačného mapovania spolu s podpornými nástrojmi, ktoré uľahčujú prácu s touto 
technológiou. Toto zadanie som si vybral na základe toho, že sa nejedná len o študovanie 
nezáživných teórií, ale spracovaná problematika má pre danú spoločnosť veľký význam z hľadiska 
budúceho vývoja jej interných aplikácií v oblasti komunikácie systémov na palube lietadiel. 
V úvode práce je stručne popísaný princíp komunikácie palubných systémov, aby bol čitateľ 
aspoň čiastočne oboznámený s plánovaným využitím získaných poznatkov. V ďalších kapitolách sú 
potom podrobne rozpracované témy týkajúce sa základov objektovo relačného mapovania až po 
pokročilé možnosti tejto technológie. Snažil som sa o to, aby bol text jednoduchý na pochopenie aj 
pre úplného začiatočníka v tejto oblasti a aby sa z neho dozvedel to najpodstatnejšie pre prácu s 
objektovo relačným mapovaním, keďže väčšina dostupných zdrojov na internete obsahuje neúmerne 
množstvo teoretických informácií s nulovou informačnou hodnotou. 
Výsledkom práce je okrem spracovanej dokumentácie aj webová aplikácia demonštrujúca 
použitie skúmanej technológie v spolupráci s moderným a obľúbeným aplikačným rámcom Google 
Web Toolkit (GWT). Keďže som sa počas štúdia s týmito nástrojmi nestretol, bol to zaujímavý a zo 
začiatku tiež veľmi náročný spôsob ako sa naučiť niečo nové a v budúcnosti určite využiteľné. 
Aplikačnému rámcu GWT je venovaná jedna celá podkapitola pre bližšie oboznámenie čitateľa s 
týmto mocným nástrojom. 
Webová aplikácia obsahuje len základnú funkcionalitu požadovanú spoločnosťou Honeywell, 
keďže vývoj tejto aplikácie nebol primárny cieľ zadania a slúži len na demonštráciu výsledkov. Z 
navrhovaných vylepšení, ktoré by bolo vhodné v budúcnosti implementovať by som spomenul najmä 
dômyselnejšie overovanie užívateľov, pridanie ďalších prvkov na formuláre ako aj nových modulov 
do systému. 
Vďaka tejto práci som si rozšíril rozhľad v oblasti internetových technológií a získané znalosti 
si budem ďalej rozširovať a uplatňovať v praxi. 
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