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Resumo
No domínio das redes de energia eléctrica, uma subestação é uma infraestrutura fundamental
para a distribuição de energia, sendo responsável por direcionar e controlar o fluxo energético.
Uma subestação implementa, por isso, um complexo sistema de automação distribuída, que ga-
rante a comunicação entre diversos equipamentos que a compõem e que são controlados porCPUs.
Atualmente, a configuração e a alocação de funções nos CPUs requerem, na grande maioria dos
casos, um nível de intervenção humana bastante elevado, limitando por vezes a optimização da
eficiência do sistema. Num tempo em que a engenharia de sistemas eficientes é chave fundamen-
tal para a actividade industrial, torna-se imperativo o desenvolvimento de redes inteligentes de
energia eléctrica com a capacidade de gerar automaticamente soluções de automação distribuída
(arquitectura, alocação de funções a CPUs, comunicação e lógica intrínseca) com base em requisi-
tos funcionais. O protocolo IEC 61850, adoptado pela International Electrotechnical Commission
(IEC), disponibiliza hoje frameworks que, utilizando uma linguagem XML normalizada (SCL),
suportam a descrição de um Sistema de Automação de Subestação (SAS). O potencial semântico
do IEC 61850, ainda hoje subutilizado, será uma base importante para a implementação de so-
luções como as anteriormente referidas, limitando a intervenção humana no sistema e reduzindo
custos e tempos de engenharia.
Nesta dissertação, será objetivo definir um algoritmo automático de geração de soluções de
automação distribuída e de auto-configuração de equipamentos para um conjunto de funções que
apresentam requisitos bem conhecidos, como as regras interlocking, nas quais este projeto se irá
focar. Estas regras têm o propósito de bloquear a abertura ou fecho de um dispositivo interruptor
sempre que alguma condição de segurança numa operação não é cumprida, de forma a evitar falhas
no funcionamento, danos nos equipamentos, entre outro tipo de acidentes.
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Abstract
In the matter of electric power grids, a substation is a fundamental infrastructure for the distri-
bution of energy, being responsible for directing and controlling the energetic flow. Therefore, a
substation implements a complex system of distributed automation, which guarantees communi-
cation between many equipments that make part of it and are controlled by CPUs. Nowadays, the
configuration and the allocation of functions in CPUs require, in most cases, a high level of human
intervention, which sometimes limits the system’s efficiency optimization. Now that engineering
of efficient systems is becoming the fundamental key to the industrial activity, the development of
smart grids with the capacity to generate automatically solutions of distributed automation (archi-
tecture, allocation of functions to CPUs, communication and intrinsic logic) based on functional
requirements becomes essential. The IEC 61850 protocol, adopted by International Electrotech-
nical Commission (IEC), provides today frameworks which, by using XML normalized language
(SCL), support the description of Substation Automation System (SAS). The IEC 61850 seman-
tic potential, that is currently still underused, will be an important base to the implementation of
solutions like the ones mentioned before, limiting human intervention in the system and reducing
costs and engineering time.
In this dissertation it will be the main point to define an automatic algorithm that generates
solutions of distributed automation and self-configuration of equipments to a number of functi-
ons that present well-known requirements, such as interlocking rules, in which this project will
focus. These rules have the main purpose of blocking the open or closure of a switch device whe-
never some security condition in an operation is not accomplished, in order to avoid gaps in the
functioning, damages in the equipments, and other sort of accidents.
Keywords: Topology, Substation, Interlocking, Distributed Function
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Capítulo 1
Introdução
Num tempo em que uma grande parte da atividade humana depende da eletricidade e que a
exigência na qualidade do serviço de fornecimento de energia é cada vez maior, torna-se impera-
tivo o investimento na tecnologia que visa otimizar os sistemas de energia elétrica. Na óptica do
consumidor, a qualidade do serviço passa pela garantia de uma distribuição de energia contínua,
estável e com níveis de tensão apropriadas à finalidade do consumo. Como tal, um sistema de
energia elétrica integra rigorosos processos de monitorização e controlo que garantem, por exem-
plo, que as reconfigurações do sistema ou as falhas nos equipamentos não afetem a qualidade do
fornecimento de energia. Esta monitorização e controlo da rede de energia elétrica é realizada
nas subestações. É nestas infraestruturas que o fluxo energético é direcionado e controlado com
recurso a uma arquitetura de múltiplos equipamentos que, interligados e em comunicação entre
si, formam um complexo sistema de automação distribuída, com requisitos exigentes ao nível da
eficiência, disponibilidade, segurança e escalabilidade.
Neste capítulo será descrito o enquadramento desta dissertação, a sua descrição, motivação,
objetivos, e estrutura do documento.
1.1 Enquadramento
Esta dissertação será realizada no âmbito do Mestrado Integrado em Engenharia Informática e
Computação da Faculdade Engenharia da Universidade do Porto (FEUP), sendo a EFACEC Power
Solutions a empresa proponente da mesma.
A EFACEC Power Solutions fornece um conjunto diverso de soluções inovadoras e persona-
lizadas para as áreas de energia, mobilidade e ambiente, e é classificada como a maior empresa
industrial portuguesa do sector elétrico e eletromecânico. A empresa desenvolve muitas das suas
soluções tecnológicas e participa em grandes projetos de engenharia dentro e fora do país. Entre
as diversas soluções inovadoras, a EFACEC tem investido no domínio das redes inteligentes de
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energia elétrica recorrendo a frameworks e standards, estabelecidos pela norma IEC 61850, de
suporte à descrição de sistemas [Pau14].
A engenharia de sistemas é hoje em dia considerada por várias organizações e especialistas
como uma das áreas críticas de intervenção essenciais para o desenvolvimento de redes inteli-
gentes. Nesse sentido, têm havido fortes avanços na simplificação, otimização e automação de
processos associados a este tipo de sistemas, com o principal objetivo de reduzir custos e tempos
de engenharia.
O tema desta dissertação enquadra-se no âmbito das redes inteligentes instaladas nas subes-
tações de transmissão ou de distribuição, particularmente no estudo de soluções de geração au-
tomática de arquiteturas e configurações para sistemas distribuídos integrados nesta tipologia de
redes.
1.2 Motivação e Objetivos
O controlo da potência, da tensão e do fluxo da energia eléctrica numa subestação é feito
através de diferentes equipamentos como disjuntores, seccionadores, transformadores de corrente,
transformadores de potência, etc. Cada um deles é monitorizado por um CPU específico (IED)
que controla as suas manobras, garantindo a sua proteção, o cumprimento das regras de segurança
da rede, entre outras funções para o qual o IED está configurado.
O funcionamento de uma subestação requer a implementação de um sistema de automação
distribuída, que garanta a comunicação entre os diversos IEDs existentes. No âmbito da segurança
da rede e da proteção dos dispositivos, esta comunicação é essencial pois o correto manobramento
dos equipamentos depende do estado da topologia da rede. Por exemplo, a manobra de fechar1 ou
abrir2 um seccionador obriga a que ambos os terminais3 do equipamento não estejam energizados4
por fontes de energia elétrica diferentes (não sincronizado). Na prática, o estados dos dois termi-
nais dependem da posição5 dos equipamentos vizinhos, pois estes condicionam o fluxo da energia
elétrica. Neste caso, o IED que controla o seccionador terá de receber informação de outros IEDs
sobre a posição de cada equipamento vizinho que afeta o estado dos dois terminais. Um conjunto
de funções terão de estar alocadas ao IED de modo a este saber quais os equipamentos que con-
dicionam, e de que forma, as manobras de fechar ou abrir o seccionador em questão, respeitando
um conjunto de regras de interlocking que serão discutidas com maior detalhe no capítulo 2.
Actualmente, e de uma forma geral, as funções de interlocking são calculadas manualmente
[PJ14]. Com base no unifilar da subestação e dos requisitos específicos do sistema, um engenheiro
calcula as equações booleanas que traduzem as regras de interlocking para cada equipamento. Es-
tas equações são depois integradas em funções que compõem o sistema de automação. No entanto,
1Conectar dois nós de conectividade de modo a permitir uma eventual passagem de corrente entre ambos.
2Desconectar dois nós de conetividade de modo a impedir qualquer passagem de corrente entre ambos.
3Pontos extremos de um equipamento que estão ligados a nós de conetividade e que geralmente são dois.
4Com corrente elétrica.
5Estado aberto ou fechado.
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todo este processo torna-se repetitivo e pouco optimizado na medida em que existem padrões topo-
lógicos que se repetem em cada projeto e que poderiam ser automaticamente detetados. De modo
a simplificar este método não automatizado, a filosofia para o cálculo das equações booleanas das
funções de interlocking é por vezes bastante restritiva, recorrendo a um número mínimo de variá-
veis6 capaz de encobrir todos os casos relevantes para o bloqueamento de manobras. Por outro
lado, quando uma rede é alterada (em consequência, por exemplo, da alocação de um novo equi-
pamento), muitas destas equações têm de ser novamente recalculadas pelo facto desta alteração
modificar o comportamento e a topologia da rede.
A perspetiva de solução deste problema, é a criação de algoritmos de geração automática
de funções distribuídas de interlocking. Esta abordagem, baseada em sistemas de automação
distribuída e redes inteligentes, terá o potencial de reduzir os custos e os tempos de engenharia,
assim como reduzir os riscos inerentes à falha humana, limitando a intervenção de operadores no
sistema. Os objetivos desta dissertação, traçados em duas etapas, são os seguintes:
1. Criação de algoritmos de geração de equações booleanas, para um conjunto de regras
de interlocking;
2. Desenvolvimento de um protótipo de geração automática de funções distribuídas de
interlocking escritas em linguagem ST, utilizando os algoritmos criados;
O primeiro objetivo compreende, em primeiro lugar, o estudo do modelo de dados, estruturado
sob a forma de um grafo conexo e bidirecional, atualmente utilizado pela EFACEC para represen-
tação do unifilar de uma subestação (SLD) segundo o protocolo do IEC 61850, e em segundo lugar,
compreender os métodos de análise topológica de uma rede elétrica, desenvolvendo algoritmos de
pesquisa em grafos e de análise automática da topologia. O desenvolvimento do protótipo de gera-
ção automática de funções distribuídas de interlocking passa pela implementação dos algoritmos
criados, e a simplificação das funções de interlocking aplicando técnicas de sistemas distribuídos.
1.3 Estrutura da Dissertação
Para além da introdução, esta dissertação contém mais 4 capítulos. No capítulo 2 é feita uma
revisão de literatura relacionada com os sistemas de interlocking em subestações, abrangendo o
estudo profundado das regras e das estratégias de análise topológica da rede para geração automá-
tica das equações booleanas que compõem as funções de interlocking. No capitulo 3 será descrito
em pormenor a perspetiva de resolução do problema descrevendo toda a metodologia, técnicas
e algoritmos usados para atingir os objetivos do trabalho. Uma descrição mais pormenorizada e
técnica da implementação da solução/protótipo será explicada no capítulo 4. Por fim, no capítulo
5 serão apresentados os resultados, as conclusões e as perspetivas de trabalho futuro.
6Representam estados dos equipamentos.
3
Introdução
4
Capítulo 2
Sistemas de Interlocking em
Subestações
Neste capítulo é feita a revisão bibliográfica relativamente às regras de Interlocking e a uma
metodologia baseada na análise da topologia da rede, para a geração-automática das equações que
traduzem estas regras.
2.1 Introdução
Num modo sucinto, interlocking é um mecanismo que serve para garantir a segurança dos
operadores e dos equipamentos de uma subestação, assim como prevenir falhas no sistema, como
por exemplo, falhas na transmissão de energia elétrica. As regras de interlocking aplicam-se a
interruptores1 como os seccionadores e os disjuntores. Cada IED que controla estes equipamen-
tos deve manter-se atualizado com a informação necessária acerca da topologia da rede, e com
base nessa informação as funções de interlocking bloqueam, ou não, a manobra dos equipamen-
tos. As funções de interlocking podem então traduzir-se em equações booleanas cujas variáveis
correspondem aos estados dos interruptores integrados na rede (ver Subsecção 2.3.2).
O estudo de esquemas de interlocking e de sequências otimizadas de operações em inter-
ruptores são estudadas há bastantes anos por diversos autores [SDS00, dA81]. À medida que a
capacidade de processamento dos controladores e a capacidade de transmissão de dados nas co-
municações foram evoluindo, a procura de soluções automáticas para este problema foi também
crescendo. Alguns autores fazem a comparação entre duas abordagens diferentes para a criação
das equações de interlocking [BKW86]. Na primeira abordagem, e a mais utilizada ainda hoje,
as equações são criadas partindo de regras específicas do projeto em questão, tendo por base um
SLD e um conjunto de requisitos operacionais do sistema. Os mesmos autores consideram que
1Equipamentos capazes de conectar ou desconectar duas linhas condutoras de energia.
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esta abordagem apresenta inúmeras desvantagens, nomeadamente o risco de falha humana na cri-
ação das equações e a necessidade de refazer as equações sempre que a rede da subestação for
modificada. Em resultado, os custos e tempos de engenharia desta abordagem são considerados
elevados [PJ14]. Na segunda abordagem, a criação das equações de interlocking parte de regras
independentes da configuração da subestação, baseadas em padrões de topologia da rede. Deste
modo, será possível e viável a geração automática destas equações para diferentes configurações
da subestação, eliminando assim as desvantagens relativas à primeira abordagem.
Este trabalho recorre a uma metodologia baseada na segunda abordagem e proposta pelos
autores K. P. Brand, J. Kopainsky e W. Wimmer em 1986 [BKW86] e que será explicada nas
próximas secções.
2.2 Requisitos de um Sistema de Interlocking
Para vários autores[Mac06, Pau14, PJ14, Gau13], é possível criar um sistema de interlocking
aplicado às subestações altamente seguro e flexível, cumprindo o seguinte conjunto de requisitos:
• Tolerância a falhas;
• Deteção e indicação automática de erros;
• Aplicabilidade em todas as configuração de subestações conhecidas;
• Expansível a futuras extensões de uma subestação existente;
• Adaptável a diferentes estratégias operacionais;
• Programável apenas para os parâmetros individuais da subestação;
2.3 Análise Topológica
A análise topológica de uma subestação pode dividir-se em duas partes: a análise da topolo-
gia estática e a análise da topologia dinâmica [BW09]. A primeira consiste em identificar num
SLD todos os elementos topológicos primitivos e as ligações entre os mesmos no grafo correspon-
dente. A segunda procura identificar dinamicamente, em função dos estado actual da topologia,
agrupamentos de elementos topológicos primitivos que apresentam um conjunto de características
relevantes para as regras de interlocking.
A análise da topologia dinâmica é a chave para o funcionamento de funções distribuídas de
interlocking [BW09]. Tipicamente, esta análise é feita independentemente por cada IED, de forma
periódica e/ou baseada em eventos. Esta pode ser executada ao nível da subestação através de um
computador central, ou ao nível do painel2 através de um controlador de painel ou uma relé de
proteção3[PJ14]. Neste trabalho será estudada uma solução para os casos em que a análise da
topológica dinâmica é periódica e processada ao nível dos painéis.
2Conjunto de equipamentos instalados numa subestação como interruptores, transformadores, IEDs, entre outros.
3Dispositivo de controle e proteção de equipamentos. Pode ser um IED.
6
Sistemas de Interlocking em Subestações
2.3.1 Análise da Topologia Estática
Um SLD pode ser decomposto em vários elementos topológicos primitivos, e cada um equi-
vale um nó num grafo. Nesta dissertação apenas são considerados os cinco tipos de elementos
primitivos listados na Tabela 2.1 e representados no exemplo da Figura 2.1. O grafo correspon-
dente a este exemplo é apresentado na Figura 2.2.
Figura 2.1: Exemplo de elementos primitivos num excerto de um SLD
Figura 2.2: Grafo resultante do exemplo da Figura 2.1
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Tabela 2.1: Elementos topológicos primitivos
São considerados nós de conectividade (CN) todos os condutores elétricos inseparáveis num
SLD como, por exemplo, um barramento. Considera-se ainda que são nós de fronteira todos os
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pontos de extremidade de um SLD, ou seja, todos os nós de grau um, que estão ligados a um, e
apenas um, CN. Os transformadores de potência, reatores, linhas de transmissão e seccionadores
de terra são exemplos de nós de fronteira. Os três primeiros são considerados também nós activos
de fronteira por terem a particularidade do seu estado energético ser independente da posição
de qualquer interruptor na subestação. Por fim, os disjuntores e seccionadores (com excepção
dos seccionadores de terra) são considerados nós de grau dois, pelo facto de que cada um está
ligado por terminais a dois, e apenas dois, CNs. A necessidade de diferenciar os seccionadores
de terra dos restantes seccionadores está relacionada com as diferentes regras de interlocking que
se aplicam a cada um dos casos, como será explicado na Secção 2.4. Actualmente, a norma IEC
61850 não faz distinção directa entre um seccionador e um seccionador de terra, considera apenas
que um seccionador pode estar ligado, por um dos seus terminais, a um CN especial identificado
como "grounded". Apesar disso, neste capítulo vamos continuar a considerar que um seccionador
de terra é um nó de fronteira, sendo por isso um nó de grau um.
2.3.2 Estado dos Interruptores
Um aspeto relevante para a análise da topologia estática e a definição de regras de interlocking
é que, na prática, um interruptor tem mais estados para além dos estados aberto e fechado. Na
realidade, existem 4 estados que podem ser representados por dois bits:
Estado Lógico Significado
00 Em Movimento
01 Fechado
10 Aberto
11 Indefinido
Um interruptor está no estado de movimento (00) durante o período de transição da posição
aberto (10) para fechado (01) e vice-versa. Habitualmente, como medida de segurança, as regras
de interlocking impõem que nenhum equipamento possa ser manobrado enquanto existir algum
interruptor neste estado.
O estado indefinido (11) aplica-se no caso de existir alguma anomalia que impede um IED de
obter informação segura sobre a posição de um interruptor. Pode ser o resultado de um problema
de comunicação na rede ou mesmo uma avaria no próprio equipamento. Tipicamente, esta situação
leva à propagação de estados inválidos nas secções da rede adjacentes ao equipamento em estado
indefinido.
2.3.3 Análise da Topologia Dinâmica
Em tempo real de funcionamento de uma subestação, o seu SLD pode ser também decomposto,
dinamicamente, em elementos topológicos que agrupam os elementos topológicos primitivos. Um
elemento topológico não é estático e pode definir-se como um subgrafo composto por um ou mais
elementos topológicos primitivos conectados entre si, ou seja, com o mesmo potencial energético.
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Quando, por exemplo, dois ou mais CNs estão ligados entre si por interruptores fechados dizemos
que esses elementos topológicos primitivos formam um elemento topológico. A um conjunto
de um ou mais nós conectados em série, pertencentes a elemento topológico, vamos chamar
sequência (ver Figura 2.3). Uma sequência pode também ser vista como um caminho num grafo,
que passa por CNs e interruptores fechados, sem nunca passar pelo mesmo nó mais do que uma
vez. Nas Subsecções 2.3.5 e 2.3.6 são apresentados dois tipos especiais de sequências utilizadas
para representar um conjunto de nós pertencentes a um feeder4 ou um busbar5 energizados.
Figura 2.3: Elementos topológicos e sequências
Em resumo, podemos dizer que um elemento topológico representa um padrão de topologia
formado em tempo real de funcionamento numa rede eléctrica. E será em função destes padrões
que poderão ser estabelecidas as regras de interlocking, aplicáveis a qualquer subestação, inde-
pendentemente da sua configuração.
4Elemento que pode ser considerado uma fonte de energização por estar ligado a uma linha de transmissão, trans-
formador de potência ou reator.
5Elemento condutor que interliga os vários painéis da subestação.
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2.3.4 Estado dos Nós de Conectividade e Sequências
Em função da topologia da rede, uma sequência pode estar num de cinco estados diferentes:
"activo", "aterrado", "passivo", "activo e aterrado"e "desconhecido. A Tabela 2.2 descreve cada
um dos estados.
Estado Descrição
Activo Sequência energizada por um ou mais nós activos de
fronteira.
Aterrado Sequência conectada à Terra (aterrada) por um ou
mais seccionadores de Terra fechados.
Passivo Sequência que não está em estado activo nem ater-
rado.
Activo e Passivo Sequência em estado activo e aterrado simultanea-
mente. Estado não seguro.
Desconhecido Sequência em estado indeterminado, por efeito de
alguma anomalia de um equipamento ou na comu-
nicação entre IEDs.
Tabela 2.2: Estados do um nó de conectividade ou sequência
2.3.5 Sequência Activa do Tipo Feeder
Sequência activa do tipo feeder é um tipo de sequência activa que começa num nó activo de
fronteira e termina num IS aberto, ou na primeira ocorrência de um CB aberto ou fechado (ver
exemplo da Figura 2.4). Esta sequência é usada para representar numa expressão topológica um
feeder energizado.
Figura 2.4: Exemplo de sequência activa do tipo feeder
2.3.6 Sequências Activa do Tipo Busbar
Sequência activa do tipo busbar é um tipo de sequência activa que começa num CB fechado
(através do qual a sequência é energizada) e termina num IS aberto, ou na primeira ocorrência de
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um CB aberto ou fechado (ver exemplo da Figura 2.5). Esta sequência é usada para representar
numa expressão topológica um busbar energizado.
Figura 2.5: Exemplo de sequência activa do tipo busbar
2.4 Regras de Interlocking
As regras de interlocking definidas nesta secção têm por base a abordagem e os conceitos apre-
sentados na secção anterior. O artigo inspirador desta abordagem [BKW86] define os elementos
topológicos numa tabela que se pode considerar de difícil interpretação, sobretudo por questões
de representação gráfica. Para tornar tudo mais claro, foi criado um padrão gráfico de topologia
para cada uma das regras definidas no artigo, de modo a que a sua compreensão seja mais simples
e intuitiva.
As operações num interruptor podem ser duas: abrir ou fechar. As mesmas podem ser clas-
sificadas como operações permitidas ou proibidas. As operações proibidas podem ser divididas
ainda em cinco grupos, consoante o objetivo da proibição:
1. Segurança – Evitar situações de perigo para as pessoas e danos nos equipamentos;
2. Realismo – Contemplar todos os estados dos equipamentos, incluindo os estados de transi-
ção ou desconhecido para além dos estados aberto e fechado;
3. Limitação de Efeito de Falha – Minimizar o perigo em situações que o estado real da rede
não é detetado;
4. Selectividade – Garantir a seletividade de zonas de proteção de forma a que a desener-
gização de um feeder possa ser feita apenas pela manobra de um CB. Este conjunto de
regras aplica-se apenas a unifilares de barramento simples, duplo, ou triplo, com ou sem
barramento de by-pass. Para outro tipo de esquema em que a desenergização de um feeder
requer a abertura de dois CBs, este conjunto de regras não se aplica;
5. Ordem de Operações – Evitar sequência de operações errada estabelecendo ordem na
sequência;
Na tabela 2.3 estão listadas todas as regras de interlocking aplicadas a cada tipo de operação
de um interruptor. As regras dos primeiros dois grupos são consideradas de carácter obrigatório.
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As regras dos restantes três grupos poderão, eventualmente, ser negligenciadas caso a filosofia
de interlocking seja diferente. Acima de tudo, um sistema de interlocking deve garantir que uma
subestação transite sempre entre estados seguros e estáveis, quer durante o seu normal funciona-
mento, quer durante períodos de manutenção da rede. Por esse motivo nenhuma regra deve proibir
a operação de um equipamento quando este se encontra, por algum motivo, numa zona da rede em
estado não seguro. Caso contrário, a sua transição para um estado seguro poderia ser impossível,
levando a danos bastante graves na rede dentro e possivelmente fora da subestação.
Grupo Regra
CB IS ES
Fechar Abrir Fechar Abrir Fechar Abrir
1 - Segurança
11 x x x
12 x
13 x
2 - Realismo
21 x x x x x x
22 x x x
23 x x x
3 - Limitação de
Efeito de Falha
31 x
32 x
33 x
34 x
35 x
36 x
4 - Selectividade
41 x
42 x
43 x
44 x
5 - Ordem
de Operações
51 x
52 x
Tabela 2.3: Regras de interlocking aplicadas a operações em interruptores
2.4.1 Regra 11 (Segurança)
Equipamento a Operar SW
Operação Fechar
Alteração Topológica Conexão entre uma sequência activa e uma sequência aterrada.
Razão para Interlocking Evitar danos em pessoas e equipamentos causados por curto-
circuito.
Tabela 2.4: Regra 11
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Figura 2.6: Regra 11
2.4.2 Regra 12 (Segurança)
Equipamento a Operar IS
Operação Fechar
Alteração Topológica Conexão entre duas sequências activas não sincronizadas, ou
seja, em que não existe qualquer conexão entre ambas.
Razão para Interlocking Evitar danos em pessoas e equipamentos na utilização de seccio-
nadores.
Tabela 2.5: Regra 12
Figura 2.7: Regra 12
2.4.3 Regra 13 (Segurança)
Equipamento a Operar IS
Operação Abrir
Alteração Topológica Divisão de uma sequência ativa em duas secções ativas não sincroniza-
das, ou seja, em que passa a não existir qualquer conexão entre ambas.
Razão para Interlocking Evitar danos em pessoas e equipamentos na utilização de seccionadores.
Tabela 2.6: Regra 13
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Figura 2.8: Regra 13
2.4.4 Regra 21 (Realismo)
Equipamento a Operar SW
Operação Abrir/Fechar
Alteração Topológica Abrir ou fechar um interruptor enquanto pelo menos um segundo inter-
ruptor ainda se encontra no estado de movimento.
Razão para Interlocking Evitar interação entre duas manobras de interruptores em simultâneo.
Tabela 2.7: Regra 21
2.4.5 Regra 22 (Realismo)
Equipamento a Operar SW
Operação Fechar
Alteração Topológica Conexão entre duas sequências em que pelo uma delas está num estado
desconhecido.
Razão para Interlocking Evitar manobras de interruptores em topologias de rede desconhecidas
por causa de eventuais situações de perigo.
Tabela 2.8: Regra 22
Figura 2.9: Regra 22
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2.4.6 Regra 23 (Realismo)
Equipamento a Operar SW
Operação Abrir
Alteração Topológica Abrir um interruptor numa sequência em estado desconhecido.
Razão para Interlocking Evitar manobras de interruptores em topologias de rede desconhecidas
por causa de eventuais situações de perigo.
Tabela 2.9: Regra 23
Figura 2.10: Regra 23
2.4.7 Regra 31A (Limitação de Efeito de Falha)
Equipamento a Operar IS
Operação Fechar
Alteração Topológica Conexão entre uma sequência ativa e uma sequência passiva composta
por mais de um CN.
Razão para Interlocking Evitar situações em que uma sequência aparentemente passiva, possa
está na realidade aterrada.
Tabela 2.10: Regra 31A
Figura 2.11: Regra 31A
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2.4.8 Regra 31B (Limitação de Efeito de Falha)
Equipamento a Operar IS
Operação Fechar
Alteração Topológica Conexão entre uma sequência ativa e um CN isolado6 nas condições da
Figura 2.12.
Razão para Interlocking Evitar situações em que uma sequência aparentemente passiva, possa
está na realidade aterrada.
Tabela 2.11: Regra 31B
Figura 2.12: Regra 31B
2.4.9 Regra 32 (Limitação de Efeito de Falha)
Equipamento a Operar IS
Operação Fechar
Alteração Topológica Conexão entre uma sequência aterrada e uma sequência passiva.
Razão para Interlocking Evitar transferência de potencial da Terra usando um IS.
Tabela 2.12: Regra 32
Figura 2.13: Regra 32
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2.4.10 Regra 33 (Limitação de Efeito de Falha)
Equipamento a Operar CB
Operação Fechar
Alteração Topológica Conexão entre uma sequência aterrada e uma sequência passiva.
Razão para Interlocking Evitar transferência de potencial da Terra usando um CB.
Tabela 2.13: Regra 33
Figura 2.14: Regra 33
2.4.11 Regra 34 (Limitação de Efeito de Falha)
Equipamento a Operar CB
Operação Fechar
Alteração Topológica Conexão entre uma sequência passiva e uma sequência aterrada com um
CN isolado nas condições da Figura 2.15.
Razão para Interlocking Apenas para casos em que um disjuntor não tem a capacidade de resistir
a picos de corrente.
Tabela 2.14: Regra 34
Figura 2.15: Regra 34
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2.4.12 Regra 35 (Limitação de Efeito de Falha)
Equipamento a Operar ES
Operação Fechar
Alteração Topológica Conectar à Terra uma sequência passiva composta por mais do que um
CN usando um ES.
Razão para Interlocking Garantir que apenas CNs isolados podem conectar à Terra.
Tabela 2.15: Regra 35
Figura 2.16: Regra 35
2.4.13 Regra 36 (Limitação de Efeito de Falha)
Equipamento a Operar ES
Operação Abrir
Alteração Topológica Abrir um ES numa sequência aterrada que está conectada à Terra em
mais do que um ponto nas condições da Figura 2.17.
Razão para Interlocking Garantir que apenas CNs isolados podem conectar à Terra.
Tabela 2.16: Regra 36
Figura 2.17: Regra 36
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2.4.14 Regra 41 (Seletividade)
Equipamento a Operar CB
Operação Fechar
Alteração Topológica Conexão entre duas sequências activas do tipo feeder.
Razão para Interlocking Evitar um CB para mais do que um feeder.
Tabela 2.17: Regra 41
Figura 2.18: Regra 41
2.4.15 Regra 42 (Seletividade)
Equipamento a Operar IS
Operação Fechar
Alteração Topológica Conexão entre uma sequência activa do tipo feeder e uma sequência
activa do tipo busbar que já está conectada a uma outra sequência activa
do tipo feeder.
Razão para Interlocking Manter um CB para cada feeder.
Tabela 2.18: Regra 42
Figura 2.19: Regra 42
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2.4.16 Regra 43 (Seletividade)
Equipamento a Operar CB
Operação Fechar
Alteração Topológica Conexão entre uma sequência activa do tipo feeder e uma sequência
activa do tipo busbar que já se encontra conectado ao mesmo feeder.
Razão para Interlocking Evitar loops de corrente com dois CBs. O percurso da corrente elétrica
deve ser interrompido por apenas um CB.
Tabela 2.19: Regra 43
Figura 2.20: Regra 43
2.4.17 Regra 44 (Seletividade)
Equipamento a Operar CB
Operação Abrir
Alteração Topológica Abertura de um loop entre sequências activas do tipo busbar.
Razão para Interlocking Nenhum loop de corrente elétrica deve ser aberto por um CB se o per-
curso de corrente for mantido por apenas ISs fechados.
Tabela 2.20: Regra 44
Figura 2.21: Regra 44
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2.4.18 Regra 51 (Ordem de Operações)
Equipamento a Operar CB
Operação Fechar
Alteração Topológica Conexão entre qualquer sequência e um CN isolado nas condições da
Figura 2.22.
Razão para Interlocking Manter ordem de operação para fechar: 1o IS e 2o CB.
Tabela 2.21: Regra 51
Figura 2.22: Regra 51
2.4.19 Regra 52 (Ordem de Operações)
Equipamento a Operar CB
Operação Abrir
Alteração Topológica Geração de uma sequência activa nas condições da Figura 2.23.
Razão para Interlocking Manter ordem de operação para abrir: 1o CB e 2o IS.
Tabela 2.22: Regra 52
Figura 2.23: Regra 52
2.4.20 Exemplo Prático
Consideremos o seguinte excerto de um SLD representado na Figura 2.24.
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Figura 2.24: Excerto de um SLD
O objetivo deste exemplo é utilizar as fórmulas apresentadas anteriormente para calcular a
equação de interlocking que controla a operação de fecho do seccionador QIS assinalado a azul
na figura. Vamos assumir que a linha no lado direito está sempre energizada, e que o barramento
do lado esquerdo pode ou não estar energizado, independentemente da posição dos interruptores
representados na figura. Na Tabela 2.23 são apresentadas as regras que se aplicam a cada estado
da topologia.
Topologia Regras de interlocking
aplicadasQCB QES1 QES2 QES3
fechado fechado fechado fechado -
fechado fechado fechado aberto 11
fechado fechado aberto fechado 34
fechado fechado aberto aberto 11
fechado aberto fechado fechado 34
fechado aberto fechado aberto 11
fechado aberto aberto fechado 11, 32
fechado aberto aberto aberto 12, 31
aberto fechado fechado aberto -
aberto fechado fechado aberto 11
aberto fechado aberto fechado 34
aberto fechado aberto aberto 11
aberto aberto fechado fechado 34
aberto aberto fechado aberto 11
aberto aberto aberto fechado 32
aberto aberto aberto aberto -
Tabela 2.23: Regras de interlocking aplicadas ao exemplo da Figura 2.24
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Para ajudar a compreender esta análise, a Figura 2.25 ilustra o estado topológico da rede para
a situação de aplicabilidade das regras 31 e 12.
Figura 2.25: Exemplo de aplicabilidade das regras 12 e 31
É importante lembrar que os casos em que alguma das regras se aplica, significa que o secci-
onador QIS não pode ser fechado. Assim sendo, e aplicando à Tabela 2.23 um mapa de Karnaugh
ou o algoritmo de Quine–McCluskey, podemos dizer que o seccionador QIS pode ser fechado, se,
e só se:
QCB_aberto ∧ QES1_aberto ∧ QES2_aberto ∧ QES3_aberto
∨
QES1_fechado ∧ QES2_fechado ∧ QES3_fechado
O resultado é a expressão de interlocking para a operação de fecho do seccionador QIS. É
importante não esquecer, que neste exemplo apenas se consideram os estados aberto e fechado do
seccionador. Para se considerar todos os estados seria necessário acrescentar às equações outras
variáveis e condições.
2.5 Conclusões
A geração automática de funções de interlocking em subestações é um dos problemas mais
importantes de resolver para a implementação de redes inteligentes de energia elétrica. Este pode
ser resolvido definindo regras de interlocking que não são específicas a uma subestação, mas base-
adas em padrões topológicos que as tornam aplicáveis a qualquer subestação, independentemente
da sua configuração.
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Capítulo 3
Gerador Automático de Funções
Distribuídas de Interlocking
O problema central desta dissertação, é desenvolver um protótipo de geração automática de
funções distribuídas de interlocking para uma subestação. No início deste capítulo serão deta-
lhadas as especificações do problema e depois será descrita a estratégia adoptada para encontrar
a solução tendo por base a metodologia de análise topológica que foi apresentada no capítulo
anterior. No final são discutidas algumas conclusões.
3.1 Especificação do Problema
3.1.1 Dados do Problema
Na primeira versão do protótipo é necessário que o programa conheça o SLD da subestação.
Posteriormente, numa versão melhorada do programa, será também necessário indicar as instân-
cias dos IEDs que estão associados a cada equipamento, contendo todas as referências de variáveis
necessárias para as equações booleanas geradas.
O entrada do programa será um ficheiro SCL no qual está definido, em linguagem XML, o SLD
da subestação. O SCL identifica todos os painéis existentes na subestação, todos os equipamen-
tos que pertencem a cada um dos painéis e todos os CNs que os interligam. Neste protótipo, é
condição obrigatória que cada equipamento (interruptor ou nó activo de fronteira) seja nó filho de
um painel. Será também obrigatório que o nome atribuído a cada painel seja único, assim como
o nome atribuído a cada equipamento dentro do mesmo painel. O ficheiro subestacao.scl do
Anexo B.2.1 exemplifica um SCL que define a subestação representada na Figura 3.1 e o grafo
correspondente na Figura 3.2. A partir deste momento, esta subestação será usada como exemplo
para a explicação da solução do problema. Para ajudar à identificação de painéis, CNs, nós activos
de fronteira, interruptores e terminais, será usada a nomenclatura definida na Tabela 3.1. Sendo
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assim, o terminal t1 do interruptor Q11 do painel Line1, por exemplo, passa a ser representado por
Line1/Q11/t1.
Figura 3.1: Exemplo de um SLD
Objecto Nomenclatura
Painel <id_painel>
CN <id_painel>/<id_CN >
Nó activo de fronteira <id_painel>/<id_nó_activo_fronteira>
Interruptor <id_painel>/<id_interruptor>
Terminal <id_painel>/<id_interruptor>/ <id_terminal>
Tabela 3.1: Nomenclatura usada para identificação de objectos no SLD
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Figura 3.2: Grafo correspondente ao SLD da Figura 3.1
3.1.2 Resultados Previstos
O resultado previsto para a execução do protótipo é a exportação de um ficheiro, por cada
interruptor da subestação, que descreve, em linguagem ST, as equações de interlocking aplicadas
ao equipamento em causa. As variáveis booleanas envolvidas nas equações podem ser:
• Variáveis de entrada, relativas às posições "aberto"ou "fechado"dos interruptores internos
ou externos do painel;
• Variáveis internas, usadas para cálculos intermédios de expressões relativas a cada uma das
regras de interlocking que se aplicam;
• Variáveis de saída, que indicam o resultado final das funções de interlocking;
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O sufixo de uma variável indica o tipo informação que esta representa. O prefixo indica o
interruptor e o painel aos quais a variável está associada (ver Tabela 3.2). Um interruptor é consi-
derado interno se pertencer ao painel aonde é executada a função de interlocking, caso contrário é
externo.
Nome
Tipo de
Varável
Valor Significado
B_Q Entrada
Verdadeiro Interruptor interno B/Q está fechado.
Falso Interruptor B/Q está aberto.
B_Q1_Q2 Entrada
Verdadeiro Ambos os interruptores B/Q1 e B/Q2 estão fecha-
dos.
Falso Um dos interruptores B/Q1 ou B/Q2 está aberto.
B_Q_RULE_XX Interna
Verdadeiro Operação de abrir/fechar o interruptor B/Q é permi-
tida pela regra XX.
Falso Operação de abrir/fechar o interruptor B/Q é proi-
bida pela regra XX.
B_Q_ENABLE_OPEN Saída
Verdadeiro Interruptor B/Q está autorizado a abrir.
Falso Interruptor B/Q não está autorizado a abrir.
B_Q_ENABLE_CLOSE Saída
Verdadeiro Interruptor B/Q está autorizado a fechar.
Falso Interruptor B/Q não está autorizado a fechar.
Tabela 3.2: Variáveis das equações de interlocking
Por exemplo, a variável LINE1_Q50 refere-se à posição (estado aberto ou fechado) do interrup-
tor Line1/Q50. Já a variável LINE1_Q50_Q11_Q12 está associada ao resultado da expressão:
LINE1_Q50 AND LINE1_Q11 AND LINE1_Q12;
O resultado é verdadeiro se os interruptores Line1/Q50, Line1/Q11 e Line1/Q12 estiverem
todos fechados. Estas variáveis são bastante importantes para o funcionamento de um sistema
distribuído que é especificado na Subsecção 3.1.3.
3.1.3 Funções Distribuídas de Interlocking
Uma função de interlocking é responsável por calcular o resultado das expressões de interloc-
king relativas a um interruptor. O protótipo desenvolvido neste trabalho é orientado a um sistema
que integra funções distribuídas de interlocking ao nível dos painéis, isto é, cada função de inter-
locking é executada por um IED associado a um painel. Tipicamente, cada painel é actualizado
periodicamente com a informação do estado de cada interruptor que o integra. Além disso recebe,
através de uma rede de comunicação, informação relativa a estados de interruptores de outros pai-
néis da subestação. Neste contexto, a implementação de um sistema distribuído pretende que, de
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alguma forma, toda a informação utilizada repetidas vezes para a execução das funções de inter-
locking, possa ser pré-processada nos IEDs de origem dessa informação. Esta simplificação das
equações será favorável tanto do ponto de vista do tráfego de comunicação entre IEDs, como da
optimização de desempenho das funções.
3.1.4 Regras de Interlocking Implementadas no Protótipo
Neste trabalho apenas são considerados os estados "aberto"ou "fechado"dos interruptores (ver
Subsecção 2.3.2) e por isso não são avaliadas as regras 21, 22 e 23 (ver Secção 2.4). Estas regras,
de elevada importância, poderão ser facilmente introduzidas numa versão melhorada do programa.
O resultado seriam equações mais completas, mas mais extensas e com elevado número de variá-
veis, o que dificultaria a análise de resultados nesta dissertação. De resto, todas as regras foram
implementadas, com a excepção da regra 34 pelo motivo de ainda existirem algumas dúvidas na
sua aplicabilidade.
3.2 Solução para o Problema
A solução para o problema foi desenvolvido com base na análise topológica estática e dinâmica
discutida na Secção 2.3. As próximas secções deste capítulo apresentam a estratégia e métodos
utilizados para a construção da solução para o problema. Este processo pode ser dividido em
quatro etapas principais e distintas:
1. Análise e validação da topologia estática;
2. Análise preliminar da topologia dinâmica;
3. Análise da topologia dinâmica orientada às regras de interlocking;
4. Geração de funções distribuídas de interlocking;
Nesta secção é feita uma explicação teórica de cada etapa recorrendo ao SLD e grafo de exem-
plo das Figuras 3.1 e 3.2. No final são ainda discutidas possíveis estratégias para, num trabalho
futuro, ser possível simplificar as equações de interlocking sem recorrer algoritmos de complexi-
dade exponencial como o mapa de Karnaugh ou o algoritmo de Quine–McCluskey [McC56].
3.2.1 Análise e Validação da Topologia Estática - 1a Etapa
A solução para o problema deve começar por validar os dados de entrada (ficheiro SCL) se-
gundo as regras de topologia estática pré-definidas na Subsecção 2.3.1. Por exemplo, um seccio-
nador, para ser considerado seccionador de terra, dever ter um dos terminais directamente ligados
a um CN terra. O mesmo não pode acontecer com um interruptor declarado como seccionador
comum ou disjuntor. Em cada um desses casos, ambos os terminais só podem estar ligados a
um CN que não é um terra. Outra validação importante é verificar que todos os terminais de um
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interruptor ou nó activo de fronteira estão ligados a um CN, e garantir que cada interruptor é nó
filho de um único painel. O ficheiro do Anexo B.2.1 é um exemplo de um SCL válido.
Após serem efectuadas todas as verificações, é possível obter um grafo conexo e não dirigido
válido, assim como identificar e mapear todos os elementos topológicos primitivos existentes.
Estas estruturas de dados servirão de base para a próxima etapa de análise da topologia dinâmica.
3.2.2 Análise Preliminar da Topologia Dinâmica - 2a Etapa
Esta etapa tem como objectivo pré-determinar a partir do grafo todas sequências activas e
aterradas possíveis, desde um nó de fronteira ao terminal de um interruptor. Em resultado, cada
terminal de um interruptor tem associado um conjunto de possíveis sequências activas e aterradas.
Para além disso, cada uma das sequências é também associada ao nó de fronteira de origem,
isto é, ao nó activo de fronteira caso seja uma sequência activa, ou ao CN terra caso seja uma
sequência aterrada. A Figuras A.1 e A.2 exemplificam duas sequências possíveis associadas ao
terminal IB/Q51/t1, uma activa e outra aterrada. Nas Tabelas 3.3, 3.5, 3.4 e 3.6 estão listadas
todas as sequências activas e aterradas possíveis associadas aos terminais IB/Q51/t1 e IB/Q51/t2.
Nas tabela das sequências activas estão também assinalados a negrito os nós que pertencem às
subsequências do tipo busbar ou feeder. Em conformidade com as definições nas Subsecções 2.3.5
e 2.3.6, todas as subsequências activas do tipo busbar contêm apenas têm um disjuntor que se
encontra no início da subsequência, enquanto que as do tipo feeder não têm nenhum.
As sequências tabeladas são obtidas com um algoritmo recursivo de complexidade temporal
polinomial que é apresentado e analisado na Subsecção 3.2.3.
Nó de Origem Tipo Sequência Activa Possível
Line1/IFL
Busbar {Line1/CN1, Line1/Q27, Line1/CN2, Line1/Q50, Line1/CN3,
Line1/Q11, Busbar1/CN1, Line2/Q11, Line2/CN2, Line2/Q12,
Busbar2/CN1, IB/Q18, IB/CN2}
Busbar {Line1/CN1, Line1/Q27, Line1/CN2, Line1/Q50, Line1/CN3,
Line1/Q12, Busbar2/CN1, IB/Q18, IB/CN2}
Feeder { Line1/CN1, Line1/Q13, Busbar2/CN1, IB/Q18, IB/CN2 }
Line2/IFL
Busbar {Line2/CN1, Line2/Q50, Line2/CN2, Line2/Q11, Busbar1/CN1,
Line1/Q11, Line1/CN3, Line1/Q12, Busbar2/CN1, IB/Q18,
IB/CN2} (Figura A.1)
Busbar {Line2/CN1, Line2/Q50, Line2/CN2, Line2/Q11, Busbar1/CN1,
Line1/Q11, Line1/CN3, Line1/Q50, Line1/CN2, Line1/Q27,
Line1/CN1, Line1/Q13, Busbar2/CN1, IB/Q18, IB/CN2}
Busbar {Line2/CN1, Line2/Q50, Line2/CN2, Line2/Q12, Busbar2/CN1,
IB/Q18, IB/CN2}
Tabela 3.3: Sequências activas possíveis associadas ao terminal IB/Q51/t1
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Nó de Origem Tipo Sequência Activa Possível
Line1/IFL
Busbar {Line1/CN1, Line1/Q27, Line1/CN2, Line1/Q50, Line1/CN3,
Line1/Q11, Busbar1/CN1, IB/Q17, IB/CN1}
Busbar {Line1/CN1, Line1/Q27, Line1/CN2, Line1/Q50, Line1/CN3,
Line1/Q12, Busbar2/CN1, Line2/Q12, Line2/CN2, Line2/Q11,
Busbar1/CN1, IB/Q17, IB/CN1}
Feeder {Line1/CN1, Line1/Q13, Busbar2/CN1, Line1/Q12, Line1/CN3,
Line1/Q11, Busbar1/CN1, IB/Q17, IB/CN1}
Feeder {Line1/CN1, Line1/Q13, Busbar2/CN1, Line2/Q12, Line2/CN2,
Line2/Q11, Busbar1/CN1, IB/Q17, IB/CN1}
Line2/IFL
Busbar {Line2/CN1, Line2/Q50, Line2/CN2, Line2/Q11, Busbar1/CN1,
IB/Q17, IB/CN1}
Busbar {Line2/CN1, Line2/Q50, Line2/CN2, Line2/Q12, Busbar2/CN1,
Line1/Q13, Line1/CN1, Line1/Q27, Line1/CN2, Line1/Q50,
Line1/CN3, Line1/Q11, Busbar1/CN1, IB/Q17, IB/CN1}
Busbar {Line2/CN1, Line2/Q50, Line2/CN2, Line2/Q12, Busbar2/CN1,
Line1/Q12, Line1/CN3, Line1/Q11, Busbar1/CN1, IB/Q17,
IB/CN1}
Tabela 3.4: Sequências activas possíveis associadas ao terminal IB/Q51/t2
Nó de Origem Sequência Aterrada Possível
Busbar1/Q31
{Busbar1/Q31, Busbar1/CN1, Line1/Q11, Line1/CN3, Line1/Q12, Bus-
bar2/CN1, IB/Q18, IB/CN2}
{Busbar1/Q31, Busbar1/CN1, Line2/Q11, Line2/CN2, Line2/Q12, Bus-
bar2/CN1, IB/Q18, IB/CN2}
Busbar2/Q32 {Busbar2/Q32, Busbar2/CN1, IB/Q18, IB/CN2} (Figura A.2)
Tabela 3.5: Sequências aterradas possíveis associadas ao terminal IB/Q51/t1
Nó de Origem Sequência Aterrada Possível
Busbar1/Q31 {Busbar1/Q31, Busbar1/CN1, IB/Q17, IB/CN1}
Busbar2/Q32
{Busbar2/Q32, Busbar2/CN1, Line1/Q12, Line1/CN3, Line1/Q11, Bus-
bar1/CN1, IB/Q17, IB/CN1}
{Busbar2/Q32, Busbar2/CN1, Line2/Q12, Line2/CN2, Line2/Q11, Bus-
bar1/CN1, IB/Q17, IB/CN1}
Tabela 3.6: Sequências aterradas possíveis associadas ao terminal IB/Q51/t2
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É importante lembrar que, em tempo real de funcionamento, uma sequência só existe se todos
os interruptores que a ela pertencem estiveram fechados. Sendo assim, a condição de existência
de uma sequência pode ser representada por uma expressão booleana cujas variáveis indicam a
posição dos interruptores tal como foi explicado na Subsecção 3.1.2. Por exemplo, a condição de
existência da primeira sequência activa listada na Tabela 3.4 pode ser representada em ST pela
expressão: LINE1_Q27 AND LINE1_Q50 AND LINE1_Q11 AND IB_Q17;
Na Tabela 3.7 estão listadas todas as classes de elementos primitivos que serão usadas para a
análise da topologia dinâmica. A nova classe CNactivo engloba qualquer CN que está conectado
a um nó activo de fronteira, ou seja, qualquer CN que, independentemente do estado topológico
da rede, toma as mesmas propriedades que o nó activo de fronteira ao qual está conectado. Para
simplificar, um nó activo de fronteira não precisa de pertencer a uma sequência, pois esse pode ser
representado pelo CN de classe CNactivo ao qual está conectado.
Elementos Topológicos Primitivos Classe
Todos E
Nós de Conectividade CN (∈ E)
Nós de Conectividade Activos CNactivo (∈CN)
Interruptores SW (∈ E)
Interruptores Fechados SWf echado (∈ SW )
Interruptores Abertos SWaberto (∈ SW )
Disjuntores CB (∈ SW )
Disjuntores Fechados CB f echado (∈CB)
Disjuntores Abertos CBaberto (∈CB)
Seccionadores IS (∈ SW )
Seccionadores Fechados IS f echado (∈ IS)
Seccionadores Abertos ISaberto (∈ IS)
Seccionadores de Terra ES (∈ SW )
Seccionadores de Terra Fechados ES f echado (∈ ES)
Seccionadores de Terra Abertos ESaberto (∈ ES)
Tabela 3.7: Classes de elementos topológicos primitivos
Figura 3.3: Classes de elementos topológicos primitivos que compõem uma sequência
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Por fim, na Tabela 3.8 são apresentados os conjuntos e as expressões lógicas que definem uma
sequência. As variáveis q e t indicam, respectivamente, o interruptor e o terminal de destino de
um conjunto de sequências, em que q ∈ SW e t ∈ {1,2}. A variável ei refere-se a um elemento
(nó) que pertence a uma sequência na posição i, em que i é um número natural.
O recurso à teoria dos conjuntos para a representação de sequências será um ponto chave
para a solução encontrada do problema, tal como será visto mais adiante.
Sequência Expressão Lógica
Qualquer ∀S ∈ Seqsq,t : S= {ei,i∈N : ei ∈ (CN∪SWf echado)}
Activa ∀S ∈ SeqActivasq,t : S ∈ Seqsq,t ∧S = {ei,i∈N : (i= 1→ ei ∈CNactivo)∧
(i> 1→ ei /∈CNactivo∪ES)}
Activa do Tipo Feeder ∀S ∈ SeqFeederActivasq,t : S ∈ SeqActivasq,t ∧ S = {ei,i∈N : (i = 1→
ei ∈CNactive)∧ (i> 1→ ei /∈CB)}
Activa do Tipo Busbar ∀S ∈ SeqBusbarActivasq,t : S ∈ SeqActivasq,t ∧ S = {ei,i∈N : (i = 1→
ei ∈CB)∧ (i> 1→ ei /∈CB)}
Aterrada ∀S∈ SeqAterradasq,t : S∈ Seqsq,t∧S= {ei,i∈N : (i= 1→ ei ∈ES)∧(i>
1→ ei /∈CNactivo∪ES)}
Passiva ∀S ∈ SeqPassivasq,t : S /∈ (SeqActivasq,t ∪SeqAterradasq,t)
Tabela 3.8: Expressões lógicas de sequências
3.2.3 Algoritmo de Determinação de Sequências Possíveis
O problema de encontrar sequências activas e aterradas possíveis pode ser encarado como um
problema de encontrar todos os caminhos possíveis entre conjuntos de nós num grafo. Para isso,
pode ser usado um algoritmo recursivo de pesquisa em profundidade na árvore de expansão em
profundidade do grafo. À medida que a pesquisa avança no grafo, o caminho percorrido, ou seja,
a sequência de nós não repetidos, vai sendo associado a cada terminal por onde o algoritmo passa.
Num grafo completo, em que cada vértice está ligado a todos os outros por uma aresta, a
solução deste problema teria uma complexidade temporal na ordem de O(n!), em que n é o número
de vértices no grafo. Na realidade, este não pode ser considerado o pior caso do problema que
estamos a abordar, pois um grafo resulta de um SLD que tipicamente obedece a um esquema
unifilar tipo. Por outro lado, uma sequência activa ou aterrada tem apenas início num nó de
fronteira, o que também limita a árvore de pesquisa do algoritmo. Por essa razão, a complexidade
deste algoritmo deve ser avaliada para os casos em que os esquemas de topologia resultam em
grafos com nível de conectividade mais elevado, ou seja, em que haja maior número de caminhos
possíveis entre um nó de fronteira e um terminal.
Para as subestações, existem inúmeros esquemas unifilares tipo, uns mais complexos que ou-
tros. Um dos esquemas que resulta num grafo com maior nível de conectividade, é o esquema
unifilar de triplo barramento, representado na Figura 3.4. Nos esquemas deste tipo, existem três
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barramentos (busbars), um painel inter-barras, e um número variado de outros painéis, como por
exemplo painéis do tipo linha com by-pass. Existem ainda outros esquemas mais complexos com
maior número de barramentos, no entanto, estes são muito pouco frequentes. Para este trabalho
vamos considerar o esquema unifilar de tripo barramento como um dos piores casos para o estudo
da complexidade do algoritmo.
Figura 3.4: Esquema unifilar de tripo barramento com um painel inter-barras e dois painéis do tipo
linha
A complexidade temporal do algoritmo foi estimada medindo o tempo da sua execução no
protótipo para vários casos de esquema unifilar de triplo barramento e recorrendo a técnicas de re-
gressão não linear. Do primeiro ao último caso, foram-se acrescentando painéis do tipo linha (com
by-pass) ao SLD. O gráfico da Figura 3.5 apresenta os resultados para a complexidade temporal
estimada em função do número de painéis do tipo linha, e os gráficos da Figura 3.6 em função do
número total de nós e do número de CNs. No primeiro gráfico é também feita a comparação dos
resultados isolados para os casos de determinação de sequências activas ou aterradas.
34
Gerador Automático de Funções Distribuídas de Interlocking
Figura 3.5: Complexidade temporal do algoritmo de determinação de sequências possíveis em
função do número de painéis do tipo linha
Figura 3.6: Complexidade temporal do algoritmo de determinação de sequências possíveis em
função de número total de nós e do número de CNs
Observando os resultados dos gráficos, e sabendo que foi utilizado para teste um SLD de
topologia mais complexa, podemos concluir que, para o pior caso, a complexidade temporal do
algoritmo de determinação de sequências possíveis é polinomial e na ordem de O(n4) para n igual
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número de painéis do tipo linha, e O(n3) para n igual ao número de CNs ou ao número total de nós
no grafo, ou seja, o número de elementos primitivos. Para o cálculo da complexidade temporal
dos algoritmos de geração de funções de interlocking vamos adoptar n igual a número de painéis
do tipo linha existentes no SLD.
Por fim, um dado também importante para a análise nas próximas secções deste capítulo,
é a taxa de crescimento do comprimento máximo de uma sequência, e do número máximo de
sequencias activas ou aterradas possíveis por terminal, em função do número de painéis. Partindo
do mesmo esquema unifilar de tripo barramento, podemos concluir, pelo gráfico da esquerda da
Figura 3.7, que o comprimento máximo de uma sequência tende a ser constante para um número
crescente de painéis. Este fenómeno explica-se pelo facto de cada painel adicionado, ser sempre
ligado aos mesmos barramentos (CNs) com que ligam os restantes painéis. Pela gráfico da direita,
observamos que a taxa de crescimento do número máximo de sequências (passivas ou aterradas)
é na ordem de 6n2.
Figura 3.7: Taxas de crescimento do comprimento máximo de uma sequência e do número máximo
de sequências possíveis por terminal
3.2.4 Teoria dos Conjuntos como Recurso para a Resolução do Problema
De um modo bastante sintético, a teoria dos conjuntos é a teoria matemática dedicada ao
estudo da associação entre objetos com uma mesma propriedade [HJ99]. Tal como a aritmética,
a teoria dos conjuntos também caracteriza operações binárias entre conjuntos que resultam em
novos conjuntos. Como tal, é possível, por exemplo, representar através de uma expressão lógica
a condição de duas sequências activas não se intersectarem:
SeqActiva1∩SeqActiva2 = /0
Este gênero de expressões pode ser usado para representar as regras de interlocking definidas
no capítulo anterior. A sua utilização ajuda a perceber e a refinar as especificidades de cada
regra, assim como, tornará mais fácil a sua implementação num programa informático. Por outro
lado, ao nível computacional, existem hoje bibliotecas de algoritmos altamente optimizados que
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realizam operações binárias entre conjuntos com uma complexidade temporal (nos piores casos)
practicamente linear. Em linguagem C#, um conjunto de elementos classe T pode ser representado
como um objecto de classe HashSet<T> da biblioteca de colecções System.Collections.Generic,
que por sua vez disponibiliza uma série de funções para realizar operações entre conjuntos [Mic].
Na Tabela 3.9 estão listadas algumas das operações que serão utilizadas, assim como o nome
e complexidade temporal de funções de C# que realizam essas operações. O valor n da complexi-
dade representa o comprimento máximo de um conjunto (pior caso).
Operação Exemplo Função de C# O()
união (∪) {1,2,3}∪{3,4}= {1,2,3,4} HashSet<T> Union(HashSet<T>) O(n)
intersecção (∩) {1,2,3}∩{3,4}= {3} HashSet<T> Intersect(HashSet<T>) O(n)
diferença (\) {1,2,3}\{3,4}= {1,2} HashSet<T> Except(HashSet<T>) O(n)
pertence a (∈) 2 ∈ {1,2}= verdadeiro bool Contains(T) O(1)
não pertence a (/∈) 1 /∈ {1,2}= f also bool Contains(T) O(1)
cardinalidade (||) |{1,2}|= 2 int Count O(1)
Tabela 3.9: Operadores de conjuntos
Sabendo que estas operações podem ser aplicadas a sequências activas e aterradas, e que o
comprimento máximo de uma sequência tende a ser constante para um número muito elevado de
painéis num SLD (ver Subsecção 3.2.3), então podemos considerar que a complexidade temporal
de qualquer uma das operações da Tabela 3.9 é também constante, ou seja, O(1).
Outros operadores como o quantificador universal (∀) e o quantificador existencial (∃) podem
ser também usados nas expressões lógicas (ver Tabela 3.10). Estes operadores servem para definir
o universo de conjuntos ao qual se aplica uma condição. Para o problema em questão, os quantifi-
cadores serão utilizados para definir uma sequência ou uma combinação de sequências às quais se
aplica uma regra. Neste caso, a complexidade temporal será O(n), em que n é o número máximo
de sequências activas ou aterradas por terminal.
Operação Exemplo Linguagem C# O()
para qualquer (∀) (∀x ∈ {1,2,3} : x< 3) = f also for(T in HashSet<T>){condição} O(n)
existe um (∃) (∃x ∈ {1,2,3} : x= 2) = verdadeiro for(T in HashSet<T>){condição} O(n)
Tabela 3.10: Operadores de conjuntos
Para exemplificar, vamos considerar o SLD da Figura 3.8, o respectivo grafo na Figura 3.9, e
as sequências possíveis para os terminais Q1/t1 e Q1/t2 na Tabela 3.11.
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Figura 3.8: SLD de exemplo
Figura 3.9: Grafo do SLD da Figura 3.8
Nó de Origem Terminal de Destino Sequência Activa Possível
IFL1
Q2/t1 {CN1/Q1/CN2}
Q2/t2 {CN1, Q4, CN4, Q3, CN3}
Q2/t2 {CN1, Q4, CN4, Q4, CN3}
IFL2
Q2/t2 {CN4, Q3, CN3}
Q2/t2 {CN4, Q5, CN3}
Q2/t1 {CN4, Q4, CN1, Q1, CN2}
Tabela 3.11: Sequências activas possíveis para disjuntor Q2 do SLD da Figura 3.8
A expressão lógica que resulta em verdadeiro, caso a operação de fechar o disjuntor Q2 seja
proibida pela regra 41, é a seguinte:
∀S ∈ SeqFeederActivasQ2,t : S ∈ SeqActivasQ2,t ∧S= {ei,i∈N : (i= 1→ ei ∈CNactive)∧ (i> 1→
ei /∈CB)}
∧
SeqFeederActivasQ2,i 6= /0∧SeqFeederActivasQ2, j 6= /0∧ i 6= j
∧
∃S1 ∈ SeqFeederActivasQ2,i∃S2 ∈ SeqFeederActivasQ2, j : S1∩S2 = /0
Neste exemplo, a expressão booleana que corresponde à expressão lógica, poderá ser gerada
pelo seguinte algoritmo:
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1 PROGRAM
2 VAR cb = "Q2";
3 VAR finalExpression = "Q2_RULE_41 := FALSE";
4
5 FUNCTION IsFeeder(sequencia)
6 //Verifica se a sequencia contem apenas um CB
7 IF (CB.Intersect(sequencia)).Count == 0
8 RETURN TRUE;
9 ELSE
10 RETURN FALSE;
11 END
12 END
13
14 //Retorna uma string com a expressao booleana que valida a sequencia possivel
15 FUNCTION GetBooleanExpression(sequencia)
16 VAR expression = "TRUE"
17 FOR EACH element IN sequencia
18 IF SW.Contains(element)
19 expression += " AND " + Name(element);
20 END
21 END
22 RETURN booleanExpression;
23 END
24
25 //Constroi a expressao booleana final
26 FOR s1 IN SeqActivasPossiveis[cb.Terminals[1]]
27 IF IsFeeder(s1)
28 FOR s2 IN SeqActivasPossiveis[cb.Terminals[2]]
29 IF IsFeeder(s2)
30 IF s1.Intersect(s2).Count == 0
31 finalExpression += " OR " + GetBooleanExpression(s1) + " AND " +
GetBooleanExpression(s2);
32 END
33 END
34 END
35 END
36 END
37 END
Para este caso, o resultado do algoritmo, guardado na variável finalExpression, é:
1 Q2_RULE_41 := FALSE OR TRUE AND Q1 AND TRUE AND Q3 OR TRUE AND Q1 AND TRUE AND Q5;
Que simplificado, fica:
1 Q2_RULE_41 := Q1 AND ( Q3 OR Q5 );
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Nas Figuras estão ilustradas as duas combinações de sequências activas possíveis que proíbem
o fecho do disjuntor Q2 pela regra 41.
Figura 3.10: Estado topológico 1 que proíbe o fecho do disjuntor Q2 pela regra 41
Figura 3.11: Estado topológico 2 que proíbe o fecho do disjuntor Q2 pela regra 41
Para efeito da previsão da complexidade temporal do algoritmo, em função do número de
painéis no SLD, vamos relembrar que:
1. A taxa de crescimento do número máximo de sequências activas ou aterradas por terminal
é na ordem de 6n2 (ver Subsecção 3.2.3);
2. A complexidade temporal das operações binárias entre sequências é O(1) (ver Subsec-
ção 3.2.4);
Sendo assim, podemos concluir que a complexidade temporal do algoritmo é na ordem de
O((6n2)2)≈ O(n4)
3.2.5 Análise da Topologia Dinâmica Orientada às Regras de Interlocking - 3a
Etapa
Nesta etapa, são geradas as expressões booleanas através da execução de algoritmos referentes
a cada uma das regras de interlocking que se aplicam. Como tal, será apresentada para cada regra,
a expressão lógica que a define, e a expressão booleana gerada para o exemplo do disjuntor IB/Q51
que tem vindo a ser utilizado.
O grafo da Figura 3.2 e as tabelas de sequências possíveis 3.3, 3.5, 3.4 e 3.6 podem ser usadas
como informação auxiliar para a análise das expressões booleanas geradas. No caso do disjuntor
IB/Q51, as regras que se aplicam são as definidas na Tabela 3.12.
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Operação Regras Aplicadas
Fechar
11
21
22
33
41
43
51
Abrir
21
23
44
Tabela 3.12: Regras de interlocking aplicadas ao disjuntor IB/Q51
Antes de avançarmos com as expressões lógicas, é importante lembrar que qualquer regra só
se aplica se a rede elétrica estiver num estado seguro e estável. Por esse motivo, as expressões só
são válidas se em nenhum caso alguma sequência activa intersecta uma sequência aterrada, caso
contrário a rede elétrica estará num estado não seguro e nenhum interruptor deverá ser bloqueado:
∀k,m, i, j∀S1 ∈ SeqActivask,i∀S2 ∈ SeqAterradasm, j : S1∩S2 = /0
Do mesmo modo, as sequências conectadas a um terminal num dado instante (Seqsq,t), podem
ser todas activas, todas aterradas, ou todas passivas, nunca outro tipo de combinação:
∀q, t : Seqsq,t = SeqActivasq,t ∨Seqsq,t = SeqAterradasq,t ∨Seqsq,t = SeqPassivasq,t
3.2.5.1 Expressão Lógica para a Regra 11
• Para q ∈ SWaberto e i 6= j:
SeqActivasq,i 6= /0∧SeqAterradasq, j 6= /0
• Expressão booleana resultante para o disjuntor IB/Q51:
IB_Q18_Q17 AND LINE1_Q12_Q50_Q27 AND BUSBAR1_Q31
OR
IB_Q18_Q17 AND LINE1_Q13 AND BUSBAR1_Q31
OR
IB_Q18_Q17 AND LINE1_Q11_Q50_Q27 AND BUSBAR2_Q32
OR
IB_Q18_Q17 AND LINE2_Q12_Q50 AND BUSBAR1_Q31
OR
IB_Q18_Q17 AND LINE2_Q11_Q50 AND BUSBAR2_Q32;
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3.2.5.2 Expressão Lógica para as Regras 12 e 13
• Para q ∈ IS e i 6= j:
SeqActivasq,i 6= /0∧SeqActivasq, j 6= /0
∧
∀S1 ∈ SeqActivasq,i∀S2 ∈ SeqActivasq, j : S1∩S2 = /0
• Não se aplicam as regras 12 e 13 ao disjuntor IB/Q51.
3.2.5.3 Expressão Lógica para as Regras 21, 22 e 23
Neste caso, será necessário existir outro tipo de classes que representem sequências em estados
desconhecido ou transitórios. Será também necessário que existam outras variáveis nas equações
booleanas que representem os estado "desconhecido"e "em movimento"de um interruptor. Mas tal
como já foi referido, esta dissertação não aborda uma solução para as regras 21, 22 e 23.
3.2.5.4 Expressão Lógica para a Regra 31A
• Para q ∈ ISaberto e i 6= j:
SeqActivasq,i 6= /0∧SeqPassivasq, j 6= /0
∧
∃S1 ∈ SeqActivasq,i∃S2 ∈ SeqPassivasq, j : |S2∩CN|> 1
• Não se aplica a regra 31A ao disjuntor IB/Q51.
3.2.5.5 Expressão Lógica para a Regra 31B
• Para q ∈ ISaberto e i 6= j:
SeqActivasq,i 6= /0∧SeqPassivasq, j 6= /0
∧
∃S1 ∈ SeqActivasq,i∀S2 ∈ SeqPassivasq, j : condicao(S2)
em que,
– A função condicao(S2) só é verdadeira se na sequência S2 existir apenas um ele-
mento CN, cuja fronteira é composta por apenas um elemento ESaberto e dois elemen-
tos ISaberto, em que um deles é o seccionador a operar;
• Não se aplica a regra 31B ao disjuntor IB/Q51.
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3.2.5.6 Expressão Lógica para as Regras 32 e 33
• Para q ∈ ISaberto∪CBaberto e i 6= j:
SeqActivasq,i 6= /0∧Passivasq, j 6= /0
• Expressão booleana resultante para o disjuntor IB/Q51:
IB_Q17 AND BUSBAR1_Q31 AND NOT((IB_Q18 AND LINE1_Q12_Q50_Q27) OR (IB_Q18 AND
LINE1_Q13) OR (IB_Q18 AND LINE2_Q12_Q50) OR (IB_Q18 AND LINE1_Q12_Q11) OR
(IB_Q18 AND LINE2_Q12_Q11) OR (IB_Q18 AND BUSBAR2_Q32))
OR
IB_Q18 AND LINE1_Q12_Q11 AND BUSBAR1_Q31 AND NOT(IB_Q17)
OR
IB_Q18 AND LINE2_Q12_Q11 AND BUSBAR1_Q31 AND NOT(IB_Q17)
OR
IB_Q17 AND LINE1_Q12_Q11 AND BUSBAR2_Q32 AND NOT(IB_Q18)
OR
IB_Q17 AND LINE2_Q12_Q11 AND BUSBAR2_Q32 AND NOT(IB_Q18)
OR
IB_Q18 AND BUSBAR2_Q32 AND NOT((IB_Q17 AND LINE1_Q11_Q50_Q27) OR (IB_Q17 AND
LINE2_Q11_Q50) OR (IB_Q17 AND BUSBAR1_Q31) OR (IB_Q17 AND LINE1_Q12_Q11) OR
(IB_Q17 AND LINE2_Q12_Q11));
3.2.5.7 Expressão Lógica para a Regra 34
• Para k ∈ ISaberto e m ∈CBaberto:
SeqAterradask,t 6= /0∧SeqAterradasm,t 6= /0
∧
∀S1 ∈ SeqAterradask,i∀S2 ∈ SeqAterradasm, j :
condicao1(S1,S2,m)∧ condicao2(S1)∧ condicao3(S2)
em que,
– A função condicao1(S1,S2,m) só é verdadeira se m for um elemento CBaberto que é
fronteira de ambas as sequências S1 e S2;
– A função condicao2(S1) só é verdadeira se na sequência S1 existir apenas um ele-
mentoCN, cuja fronteira é composta por apenas um elemento ES f echado, um elemento
CBaberto e o seccionador a operar (ISaberto);
– A função condicao3(S2) só é verdadeira se na sequência S2 existir apenas um ele-
mento CN, cuja fronteira é composta por apenas um elemento ESaberto, um elemento
CBaberto e o seccionador a operar (ISaberto);
• Não se aplica a regra 34 ao disjuntor IB/Q51.
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3.2.5.8 Expressão Lógica para as Regras 35 e 36
• Para q ∈ ESaberto:
SeqAterradasq,t 6= /0
∧
∃S ∈ SeqAterradasq,t : |S∩CN|> 1
• Não se aplicam as regras 35 e 36 ao disjuntor IB/Q51.
3.2.5.9 Expressão Lógica para a Regra 41
• Para q ∈CBaberto e i 6= j:
SeqFeederActivasq,i 6= /0∧SeqFeederActivasq, j 6= /0
∧
∃S1 ∈ SeqFeederActivasq,i∃S2 ∈ SeqFeederActivasq, j : S1∩S2 = /0
• A expressão booleana resultante da aplicação da regra 11 no disjuntor IB/Q51 tem o resul-
tado constante de FALSE porque em nenhum caso a expressão lógica é verdadeira, ou seja, o
disjuntor nunca conecta directamente duas sequências activas do tipo feeder.
3.2.5.10 Expressão Lógica para a Regra 42
• Para q ∈ ISaberto e i 6= j:
SeqFeederActivasq,i 6= /0∧SeqBusbarActivasq, j 6= /0
∧
∃S1 ∈ SeqFeederActivasq,i∃S2 ∈ SeqActivasq, j∃S3 ∈ SeqBusbarActivasq, j :
|S2∩CB f echado|= 1∧S3⊂ S2∧S1∩ (S2\S3) = /0
• Não se aplica a regra 42 ao disjuntor IB/Q51.
3.2.5.11 Expressão Lógica para a Regra 43
• Para q ∈CBaberto e i 6= j:
SeqFeederActivasq,i 6= /0∧SeqBusbarActivasq, j 6= /0
∧
∃S1 ∈ SeqFeederActivasq,i∃S2 ∈ SeqActivasq, j∃S3 ∈ SeqBusbarActivasq, j :
|S2∩CB f echado|= 1∧S3⊂ S2∧S1∩ (S2\S3) 6= /0
• Expressão booleana resultante para o disjuntor IB/Q51:
IB_Q18_Q17 AND LINE1_Q13_Q11_Q50_Q27;
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3.2.5.12 Expressão Lógica para a Regra 44
• Para q ∈CB f echado e i 6= j:
SeqBusbarActivasq,i 6= /0∧SeqBusbarActivasq, j 6= /0
∧
∃S1 ∈ SeqBusbarActivasq,i∃S2 ∈ SeqBusbarActivasq, j : S1∩S2 6= /0
• Expressão booleana resultante para o disjuntor IB/Q51:
IB_Q18_Q17 AND LINE1_Q11_Q50_Q27 AND LINE2_Q12_Q11 OR IB_Q18_Q17 AND
LINE1_Q11_Q50_Q27_Q12
OR
IB_Q18_Q17 AND LINE2_Q12_Q11 AND LINE1_Q12_Q50_Q27
OR
IB_Q18_Q17 AND LINE2_Q11_Q50 AND LINE1_Q12_Q11 OR IB_Q18_Q17 AND
LINE2_Q11_Q50_Q12
OR
IB_Q18_Q17 AND LINE1_Q12_Q11 AND LINE2_Q12_Q50;
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• Para q ∈CBaberto:
SeqPassivasq,t 6= /0
∧
∀S ∈ SeqPassivasq,t : condicao(S)
em que,
– A função condicao(S) só é verdadeira se na sequência S existir apenas um elemento
CN, cuja fronteira é composta por apenas um elemento ESaberto, um elemento ISaberto,
e o disjuntor a operar (CBaberto);
• A expressão booleana resultante para o disjuntor IB/Q51 é:
NOT(IB_Q18) OR NOT(IB_Q17);
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• Para q ∈ IS f echado:
SeqBusbarActivasq,t 6= /0
∧
∀S1 ∈ SeqActivasq,t∀S2 ∈ SeqBusbarActivasq,t : S2⊂ S1∧ condicao(S2)
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em que,
– A função condicao(S2) só é verdadeira se na sequência S2 existir apenas um elemento
CN, cuja fronteira é composta apenas pelo elemento CB f echado que pertence a S2, e o
seccionador a operar (ISaberto);
• Não se aplica a regra 52 ao disjuntor IB/Q51.
3.2.6 Estratégia para Funções Distribuídas de Interlocking
As funções distribuídas de interlocking têm como objectivo reduzir o tráfego de comunicação
entre IEDs e reduzir o número de operações booleanas numa função de interlocking. A estraté-
gia adoptada consiste em pré-calcular partes de algumas expressões das equações de interlocing,
de modo a evitar operações booleanas repetidas. Para isso, separa-se cada expressão booleana
de uma função em várias sub-expressões de operadores AND. Depois, todas as variáveis de cada
sub-expressão que pertencem ao mesmo painel, são transformadas numa única variável que as re-
presenta. No final reconstrói-se as expressões com as novas variáveis. Observemos a Figura 3.12:
Figura 3.12: Simplificação de expressões booleanas
Inicialmente a expressão é composta por sete variáveis diferentes, sete operações AND, uma
operação OR e uma operação NOT. Após a aglomeração de variáveis, a expressão reduz o número
de variáveis para quatro, e o número de operações AND para apenas duas. Em cada ciclo num IED,
as novas variáveis criadas, às quais vamos chamar variáveis complementares, são calculadas uma
única vez, e o seu resultado pode ser partilhado e utilizado em qualquer função de qualquer painel
mais do que uma vez. Por exemplo, na primeira expressão da figura, a sub-expressão B2_Q1 AND
B2_Q2 é calculada duas vezes. Com a criação da variável complementar B2_Q1_Q2, a sub-expressão
passou a ser calculada apenas uma vez.
E porque razão é que se aglomeram apenas as variáveis do mesmo painel? Na verdade também
é possível aglomerar variáveis de painéis diferentes, mas sem sempre. Apenas existe vantagem
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em criar variáveis complementares se estas forem utilizadas pelo menos duas vezes no sistema de
funções distribuídas, caso contrário torna-se desnecessária a criação de mais variáveis. Em certos
casos pode ser vantajosa a aglomeração, nas sub-expressões de operadores AND, de variáveis de
painéis diferentes.
3.2.7 Geração de Funções Distribuídas de Interlocking - 4a Etapa
Após serem geradas as expressões booleanas de interlocking para um interruptor, é então
possível criar uma função geral que relacione todas as expressões e que retorne dois booleanos,
ENABLE_OPEN e ENABLE_CLOSE, que autorizam, ou não, a operação do mesmo. Continuando com
exemplo que está a ser utilizado, o resultado final para a função distribuída de interlocking do
interruptor IB/Q51 seria algo como:
1
2 IB_Q51_RULE_11 := (IB_Q18_Q17 AND LINE1_Q12_Q50_Q27 AND BUSBAR1_Q31) OR (IB_Q18_Q17
AND LINE1_Q13 AND BUSBAR1_Q31) OR (IB_Q18_Q17 AND LINE1_Q11_Q50_Q27 AND
BUSBAR2_Q32) OR (IB_Q18_Q17 AND LINE2_Q12_Q50 AND BUSBAR1_Q31) OR (IB_Q18_Q17
AND LINE2_Q11_Q50 AND BUSBAR2_Q32);
3
4 IB_Q51_RULE_33 := (IB_Q17 AND BUSBAR1_Q31 AND NOT((IB_Q18 AND LINE1_Q12_Q50_Q27) OR
(IB_Q18 AND LINE1_Q13) OR (IB_Q18 AND LINE2_Q12_Q50) OR (IB_Q18 AND
LINE1_Q12_Q11) OR (IB_Q18 AND LINE2_Q12_Q11) OR (IB_Q18 AND BUSBAR2_Q32))) OR (
IB_Q18 AND LINE1_Q12_Q11 AND BUSBAR1_Q31 AND NOT(IB_Q17)) OR (IB_Q18 AND
LINE2_Q12_Q11 AND BUSBAR1_Q31 AND NOT(IB_Q17)) OR (IB_Q17 AND LINE1_Q12_Q11 AND
BUSBAR2_Q32 AND NOT(IB_Q18)) OR (IB_Q17 AND LINE2_Q12_Q11 AND BUSBAR2_Q32 AND
NOT(IB_Q18)) OR (IB_Q18 AND BUSBAR2_Q32 AND NOT((IB_Q17 AND LINE1_Q11_Q50_Q27)
OR (IB_Q17 AND LINE2_Q11_Q50) OR (IB_Q17 AND BUSBAR1_Q31) OR (IB_Q17 AND
LINE1_Q12_Q11) OR (IB_Q17 AND LINE2_Q12_Q11)));
5
6 IB_Q51_RULE_41 := FALSE;
7
8 IB_Q51_RULE_43 := IB_Q18_Q17 AND LINE1_Q13_Q11_Q50_Q27;
9
10 IB_Q51_RULE_44 := IB_Q18_Q17 AND LINE1_Q11_Q50_Q27 AND LINE2_Q12_Q11) OR (
IB_Q18_Q17 AND LINE1_Q11_Q50_Q27_Q12) OR (IB_Q18_Q17 AND LINE2_Q12_Q11 AND
LINE1_Q12_Q50_Q27) OR (IB_Q18_Q17 AND LINE2_Q11_Q50 AND LINE1_Q12_Q11) OR (
IB_Q18_Q17 AND LINE2_Q11_Q50_Q12) OR (IB_Q18_Q17 AND LINE1_Q12_Q11 AND
LINE2_Q12_Q50);
11
12 IB_Q51_RULE_51 := NOT(IB_Q18) OR NOT(IB_Q17);
13
14 IB_Q51_ENABLE_OPEN := NOT(IB_Q51_RULE_44);
15 IB_Q51_ENABLE_CLOSE := NOT(IB_Q51_RULE_11 OR IB_Q51_RULE_33 OR IB_Q51_RULE_41 OR
IB_Q51_RULE_43 OR IB_Q51_RULE_51);
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Observando o aspecto final das equações de interlocking, e sabendo que o número de sequên-
cias possíveis por terminal aumenta polinomialmente em função do número de painéis, podemos
prever que uma topologia com um número elevado de painéis pode resultar em expressões bo-
oleanas extremamente extensas e não exequíveis em funções de interlocking com requisitos de
eficiência exigentes.
Na realidade, uma subestação pode ter um número médio de painéis na ordem das dezenas,
podendo em alguns casos ultrapassar os cem! Na Subsecção 3.2.8 são apresentadas, de um modo
resumido, algumas soluções possíveis, no futuro, para o problema de simplificação das equações
de interlocking.
3.2.8 O Problema da Simplificação das Equações de Interlocking
Idealmente, vamos considerar que as equações de interlocking devem ser:
• Eficazes, isto é, completas e não restritivas, contemplando todas as regras de interlocking
aplicadas, e não impedindo uma manobra não proibida de um interruptor. ;
• Eficientes, isto é, optimizadas e simplificadas, contendo o menor número possível de variá-
veis e operações booleanas;
O cumprimento destes dois requisitos é uma das maiores dificuldades do problema que es-
tamos abordar. Por um lado, se queremos equações completas, teremos de lidar com elevado
número de variáveis, que não só impede a utilização de algoritmos de simplificação como o mapa
de Karnaugh ou o algoritmo de Quine–McCluskey, como também, resulta em expressões dema-
siado extensas para serem consideradas eficientes, mesmo que simplificadas. Por outro lado, a
utilização destes algoritmos de simplificação, obriga a que as equações booleanas contenham um
número limitado de variáveis, não contemplando todas as sequências activas e aterradas possíveis
e tornando as equações incompletas ou restritivas.
Figura 3.13: Excerto de SLD
Uma possível solução para este problema poderá ser um equilíbrio entre os dois critérios re-
feridos. Em vez de considerarmos uma sequência possível por inteiro, podemos em alguns casos
considerar apenas parte dela, omitindo, segundo certos critérios, alguns nós iniciais. Por exemplo,
considerando que no terminal Q5/t da Figura 3.13, temos as duas sequências possíveis:
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SeqActivaPossivelq,t = {CN1,Q1,CN2,Q2,CN3,Q3,CN4,Q4,CN5}
e
SeqAterradaPossivelq,t = {Q6,CN3,Q3,CN4,Q4,CN5}
Poderíamos dizer que o resultado da intersecção das duas sequencias tanto pode ser uma
sequência activa, como uma sequência aterrada:
SeqActivaOuAterradaPossivelq,t = {CN3,Q3,CN4,Q4,CN5}
Neste caso, esta sequência seria utilizada para todas as regras que envolvessem sequências
activas e aterradas. A vantagem evidente desta simplificação seria a significativa redução do nú-
mero máximo de sequências possíveis por terminal, e por sua vez, a diminuição da extensão das
expressões booleanas e do tempo de execução de todos os algoritmos. Em métodos tradicionais,
de criação de equações de interlocking sem recurso a computadores, esta técnica já é utilizada.
Outra solução possível, poderá estar relacionada com um maior aproveitamento do potencial
das funções distribuídas. Uma hipótese seria, por exemplo, um IED receber informação pré-
calculada de outro painel, quanto ao estado, activo ou aterrada, de um conjunto de CNs desse
painel. Como esta, poderão existir muitas outras hipóteses passíveis de serem estudadas no futuro.
3.3 Conclusões
Neste capítulo ficou claro que a análise da topologia dinâmica de uma rede de energia elétrica
pode ser encarada, em parte, como um problema matemático no ramo da teoria dos conjuntos.
Cada regra de interlocking pode ser representada numa expressão lógica envolvendo conjuntos de
elementos topológicos primitivos que compõem um SLD de uma subestação.
Podemos concluir ainda que a solução do problema pode ser resolúvel em tempo polinomial,
na medida em que as equações de interlocking podem ser geradas com algoritmos de complexi-
dade temporal polinomial. No entanto, a eficiência da solução, isto é, a eficiência das funções de
interlocking geradas, requer a aplicação de técnicas de simplificação das equações, trabalho que
poderá ser efectuado no futuro.
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Capítulo 4
Implementação de Protótipo
Neste capítulo são apresentados alguns detalhes de implementação do protótipo de geração
automática de equações distribuídas de interlocking, incluindo os principais aspectos da sua arqui-
tectura e funcionamento, assim como a descrição dos algoritmos utilizados por alguns dos métodos
mais importantes.
É importante lembrar que este protótipo se trata de um programa experimental, sem aplica-
bilidade num sistema real. As equações geradas servem única e exclusivamente para análise e
avaliação da solução proposta.
4.1 Linguagem e Sistema Operativo
O protótipo de geração automática de funções distribuídas de interlocking é um programa
executável em Windows e desenvolvido em linguagem C# com recurso ao ambiente de desenvol-
vimento Visual Studio 2015 da Microsoft. O motivo de escolha desta linguagem é sobretudo a
compatibilidade e simplicidade de integração deste programa em outras ferramentas de automa-
ção existentes desenvolvidas pela EFACEC na mesma linguagem. Por outro lado, o programa
recorre a diversas bibliotecas e dependências igualmente desenvolvidas em C# e utilizadas para o
processamento de dados de entrada e de saída do programa.
4.2 Instruções de Utilização
O arranque do programa funciona executando na consola do sistema operativo Windows o
comando:
> <exe_file_dir> <input_file_dir> <output_folder_dir>
Em que <exe_folder_dir> é o directório do executável Interlocking.exe, <input_file_dir>
do directório do ficheiro SCL, e <output_folder_dir> o directório da pasta aonde serão ex-
portados os ficheiros ST gerados para cada interruptor da subestação.
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4.3 Diagrama de Actividade
Na Figura 4.2 é ilustrado um resumo do diagrama de actividade do programa seguindo todas
as etapas descritas na Secção 3.2.
Figura 4.1: Diagrama de actividade do protótipo
4.4 Diagrama de Classes
O protótipo é composto por duas classes principais, InterlockingExpressionsGenerator e
TopologyAnalyser, que tratam de todo controlo e lógica do programa, e pelas restantes classes
auxiliares, usadas essencialmente para estruturar e organizar informação. Todas as classes foram
desenvolvidas neste trabalho, com excepção das classes apresentadas nas Subsecções 4.4.1 e 4.4.2
que foram desenvolvidas pela EFACEC.
Dada a complexidade e dimensão do diagrama de classes geral, este será dividido em vários
diagramas mais simples, sem comprometer a compreensão da relação entre as classes.
4.4.1 Classe SLDGraph
A classe SLDGraph, pelo que o próprio nome indica, é a estrutura utilizada para representar
um grafo de um SLD. A sua utilização traz grandes vantagens pelo facto dos vértices do grafo
serem já uma superclasse de elementos topológicos primitivos de uma subestação (ver Tabela 4.1
e Figura 4.2). Para além disso, as classes que representam elementos primitivos possuem já uma
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série de propriedades e métodos orientados ao procolo IEC61850, o que será também uma van-
tagem caso o protótipo seja posteriormente aperfeiçoado e integrado num modelo real de uma
subestação.
Nota também importante para o facto de SLDGraph representar um grafo não-direcionado,
que permite a navegação livre entre qualquer par de nós.
Figura 4.2: Diagrama de classes simplificado de SLDGraph
Primitiva Topológica Classe Superclasse
Qualquer tNodeContainer -
Nó de Conectividade tConnectivityNode tNodeContainer
Nó Activo de Fronteira (CN) tConductingEquipment tNodeContainer
Interruptor (SW) tSwitch tConductingEquipment
Disjuntor (CB) tCircuitBreaker tSwitch
Seccionador (IS) tDisconnector tSwitch
Seccionador de Terra (ES) tDisconnector (Name = "grounded") tSwitch
Painel tBay -
Tabela 4.1: Classes de nós do grafo SLDGraph
4.4.2 Classe IExpression
A classe IExpression permite construir funções, equações e diferentes tipos de expressões
matemáticas incluindo as expressões booleanas. Uma expressão booleana é construída em forma
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de árvore binária utilizando os operadores AND, OR e NOT, cada uma representado por uma
subclasse de IExpression (ver Figura A.3). Uma variável booleana pode ser instanciada através
da classe Variable, e pode ser referenciada numa expressão através da classe VariableReference.
Uma grande vantagem da utilização da classe IExpression, é que já existem métodos que permitem
converter as equações booleanas para linguagem ST, utilizada na configuração dos IEDs.
4.4.3 Classes Sequence e TerminalsSequences
TerminalsSequences é uma subclasse de Dictionary<tTerminal, Sequence> que funciona como
uma estrutura de dados que associa a um terminal uma sequência de nós do grafo (ver Figura A.5).
Uma sequência, por sua vez, é representada pela classe Sequence, que é uma subclasse de Hash-
Set<tNodeContainer>.
4.4.4 Classe IBayVariable
IBayVariable é uma subclasse abstrata de Variable que é utilizada para representar uma variá-
vel booleana de uma função de interlocking de um IED. Esta, por sua vez, tem duas subclasses,
ISwitchVariable que representa o estado de um interruptor (ver Subsecção 2.3.2), e Complemen-
taryVariable que é uma variável complementar (ver Subsecção 3.2.6). Como já foi referido ante-
riormente, neste trabalho apenas se considerou os estados "aberto"e "fechado"dos interruptores,
que são representados pela variável booleana de classe PositionVariable (ver Figura A.4).
4.4.5 Classe IInterlockingExpressions
IInterlockingExpressions é uma superclasse abstrata das classes CircuitSwitchInterlockingEx-
pressions, CircuitBreakerInterlockingExpressions e EarthingSwitchInterlockingExpressions (ver
Figura A.6). Cada uma delas contém uma lista constante de regras de interlocking aplicáveis ao
tipo de interruptor que a classe representa. Quando o construtor da classe é chamado, este re-
cebe como argumento um interruptor tSwitch e chama os métodos da classe TopologyAnalizer de
geração das expressões de interlocking que se aplicam a esse interruptor. Estas expressões são
depois organizadas e guardadas numa estrutura de dados temporária, antes de serem convertidas
em funções e exportadas para ST.
4.4.6 Classe BoolExpressionsUtils
BoolExpressionsUtils é uma classe estática, que foi criada para simplificar a utilização da
família de classes IExpressions. Esta classe dispõe de alguns métodos auxiliares, utilizados para
simplificações triviais de expressões como a aplicação das propriedades de identidade ou a Lei
de Morgan. Nas primeiras semanas do trabalho foi também implementado o algoritmo de Quine-
McCluskey que seria utilizado para simplificar expressões booleanas com poucas variáveis, mas
rapidamente se verificou que este método não seria eficiente, sobretudo devido à sua complexidade
temporal.
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4.4.7 Classe TopologyAnalyser
Na Figura 4.3 está representada a classe TopologyAnalyser aonde estão localizados os algo-
ritmos centrais deste trabalho. Esta classe tem a responsabilidade de interpretar o grafo gerado a
partir do SCL, criar uma estrutura de dados auxiliar a partir dele, e utilizar essa estrutura junta-
mente com o grafo para executar todos os algoritmos de análise topológica, de geração das expres-
sões booleanas, e de criação de variáveis complementares para criação de funções distribuídas de
interlocking.
Figura 4.3: Classe TopologyAnalyser
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4.4.8 Classe InterlockingExpressionsGenerator
Esta classe é responsável por todo o controlo do programa, desde a importação de dados
(SLD), chamada das funções de análise topológica, selecção e chamada das funções geradoras de
expressões de interlocking em função das regras aplicáveis, construção das funções distribuídas a
partir das expressões geradas, e exportação de resultados (ver Figura 4.4).
Figura 4.4: Classe InterlockingExpressionsGenerator
Numa versão melhorada do protótipo, poderão ser seleccionadas as regras que o utilizador
deseja que sejam aplicadas, tornando o programa mais flexível e adaptável a diferentes filosofias
de interlocking. Esta funcionalidade não foi implementada porque considerou-se não ser relevante
para a solução abordada nesta dissertação.
4.5 Métodos Implementados
Nesta secção serão descritos alguns dos métodos da classe TopologyAnalyser mais relevantes
para o problema.
4.5.1 Métodos Auxiliares à Geração de Expressões Booleanas
À excepção do primeiro método apresentado nesta secção, a complexidade temporal O( f (n))
dos restantes métodos é desprezada tendo em contra o baixo valor de n que é utilizado em todos
os casos.
• void FindTerminalsSequences(tLNodeContainer, Sequence, TerminalsSequences) – Este
método é recursivo e tem como função encontrar todas as sequências possíveis, sem repe-
tição de nós, desde um nó de fronteira a todos os terminais existentes na subestação. No
momento em que o método é chamado, recebe como primeiro argumento um nó activo de
fronteira para calcular sequências activas, ou um CN de terra para sequências aterradas. No
final, o resultado fica guardado no objecto referente ao terceiro argumento, que por sua vez,
é adicionado às colecções ActiveSequences ou EarthedSequences.
56
Implementação de Protótipo
O algoritmo utilizado, que já foi discutido e analisado na Subsecção 3.2.3, é semelhante ao
de pesquisa em profundidade num grafo. O seu funcionamento é mostrado pelo pseudocó-
digo abaixo, considerando que apenas o terceiro argumento é passado por referência para a
função, sendo os restantes passados por valor:
1 FUNCTION FindTerminalsSequences(actualNode, actualSequence, ref
terminalsSequences)
2 actualSequence.Add(actualNode);
3 FOR terminal IN actualNode.Terminals
4 FOR nextNode IN terminal.Nodes
5 IF !actualSequence.Contains(nextNode)
6 IF actualNode IS tConnectivityNode
7 terminalsSequences[terminal][actualSequence]
8 END
9 FindTerminalsSequences(nextNode, actualSequence, ref
terminalsSequences);
10 END
11 END
12 END
13 END
A complexidade temporal estimada deste algoritmo é na ordem de O(n4) para n igual ao
número de painéis no SLD, ou de O(n3) para n igual ao número de CNs (ver Subsecção
3.2.3);
• bool IsFeederSequenceType(Sequence) – Pelo o que o próprio nome indica, este método
verifica se a sequência é activa e do tipo feeder (ver Subsecção 2.3.5). Para isso, verifica
se a sequência que recebe como argumento é activa e se não contém nenhum objecto na
sequencia de classe tCircuitBreaker;
• bool ContainsBusbarSequenceType(Sequence, List<Sequence>) – Verifica se existe na
sequencia pelo menos uma subsequencia activa do tipo busbar (ver Subsecção 2.3.6) guar-
dando todas as que existirem numa lista. Para isso, verifica se a sequência que recebe como
argumento é activa e se contém pelo menos um objecto de classe tCircuitBreaker;
• HashSet<tSwitch> GetSwitchPath(Sequence) – Serve para obter o conjunto de interrup-
tores pertencentes a uma sequência. Este conjunto será posteriormente utilizado para a
obtenção da expressão booleana de operadores AND correspondente a essa sequência;
• void FindFollowingSwitchNodes(tTerminal, HashSet<tSwitch>) – Procura no grafo o
conjunto de interruptores que estão directamente ligados ao mesmo CN ao qual está também
ligado um terminal;
• void SimplifyNodeSets(List<HashSet<tSwitch>>) – Este método simplifica uma lista de
conjuntos de interruptores antes de converte-la numa expressão booleana de operadores OR
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e AND. Por exemplo, uma lista de conjuntos de interruptores {{B/Q1, B/Q2, B/Q3}, {B/Q2,
B/Q3}, {B/Q4}}, corresponde à expressão booleana:
1 (B_Q1 AND B_Q2 AND B_Q3) OR (B_Q2 AND B_Q3) OR B_Q4;
No entanto, a lista pode ser reduzida para {{B/Q2, B/Q3}, {B/Q4}}, e o resultado será uma
expressão simplificada equivalente à anterior:
1 (B_Q2 AND B_Q3) OR B_Q4;
Este tipo de simplificação é mais eficaz se for realizada na fase de definição dos conjuntos,
ou seja, antes da construção da expressão em si. A explicação é que, sendo uma expressão
uma estrutura em árvore, o algoritmo que teria de ser usado para a simplificação seria mais
complexo. Assim este método é bastante mais simples (ver código no Anexo B.1.1);
• void AttachToExpression(List<Sequence>, tBay, IExpression) – Chama o método GetSwit-
chPath para converter cada sequência num conjunto de interruptores. Depois chama o
método SimplifyNodeSets para simplificar a lista de conjuntos de interruptores, e por fim
constrói uma expressão booleana de operadores OR, recorrendo ao método GetComplemen-
taryVariables. Por exemplo, para um conjunto de sequências {{B1/Q1, B1/CN1, B1/Q2,
B1/CN2}, {B1/Q3, B1/CN3, B2/Q4 B2/CN4}, a expressão resultante será:
1 (B1_Q1_Q2) OR (B1_Q3 AND B2_Q4);
• void AttachToExpression(Sequence, tBay, IExpression) – Tem o mesmo papel que o
método anterior, com a diferença que é aplicado a apenas uma sequência. Por exemplo,
para uma sequência {B1/Q1, B1/CN1, B2/Q2, B2/CN2,}}, a expressão resultante será:
1 B1_Q1 AND B2_Q2;
Constrói uma expressão booleana de operadores AND para um conjunto de interruptores,
recorrendo ao método GetComplementaryVariables(HashSet<tSwitch>) para gerar as va-
riáveis complementares;
• List<ComplementaryVariable> GetComplementaryVariables(HashSet<tSwitch>) – Se-
guindo a estratégia discutida na Subsecção 3.2.6, este método cria as variáveis comple-
mentares necessárias para representar um conjunto de interruptores fechados. Caso essas
variáveis já existam na colecção ComplementaryVariables, então retorna as que já existem.
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No momento de criar uma variável complementar, é também criada a expressão booleana
que define o seu valor, utilizando as variáveis de classe SwitchPositionVariable de cada
interruptor do conjunto. Por exemplo, o conjunto {B1/Q1, B1/Q2, B1/Q3, B2/Q4, B2/Q5}
gera as variáveis complementares B1_Q1_Q2_Q3 e B2_Q4_Q5, em que:
1 B1_Q1_Q2_Q3 := B1_Q1, AND B1_Q2 AND B1_Q3;
2 B2_Q4_Q5 := B2_Q4 AND B2_Q5;
4.5.2 Métodos de Geração de Expressões Booleanas
Estes são os métodos responsáveis por transformar cada uma regra de interlocking numa ex-
pressão booleana, recorrendo às colecções ActivesSequences e EarthedSequences, e aos métodos
listados anteriormente. Em todos os casos, a complexidade temporal destes algoritmos é na or-
dem de O(nk), sendo k uma constante e n o número de painéis, e considerando que o número de
sequências possíveis (aterradas ou activas) cresce a uma taxa máxima de 6n2 para o pior caso (ver
Subsecção 3.2.6).
Por fim, são então apresentados em pseudo-código alguns dos métodos criados. Para não
tornar esta subsecção do documento demasiadamente extensa, são apenas apresentados alguns al-
goritmos, que serão suficientes para o leitor entender a lógica utilizada neste conjunto de métodos.
• IExpression GetInterlockingExpressionByRule_11(tSwitch)
1 FUNCTION GetInterlockingExpressionByRule_11(sw)
2 VAR expression = FALSE;
3 FOR t = 1 TO 2 //Alternar o terminal activo e aterrado
4 FOR s1 IN EarthedSequences[sw.Terminals[t]]
5 FOR s2 IN ActiveSequences[sw.Terminals[(t + 1) % 2]]
6 IF s1.Intersect(s2).Count == 0
7 VAR subExp1, subExp2;
8 AttachToExpression(s1, subExp1);
9 AttachToExpression(s2, subExp2);
10 expression = Or(expression, And(subExp1, subExp2));
11 END
12 END
13 END
14 END
15 END
16 RETURN expression;
17 END
• IExpression GetInterlockingExpressionByRule_12_13(tSwitch)
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1 FUNCTION GetInterlockingExpressionByRule_12_13(sw)
2 VAR expression = FALSE;
3 FOR s1 IN ActiveSequences[sw.Terminals[1]]
4 FOR s2 IN ActiveSequences[sw.Terminals[2]]
5 IF s1.Intersect(s2).Count == 0
6 VAR subExp1, subExp2, subExp3;
7 AttachToExpression(s1, subExp1);
8 AttachToExpression(s2, subExp2);
9 AttachToExpression(GetPathsBetweenSequences(s1,s2), subExp3);
10 expression = Or(expression, And(And(subExp1, subExp2), Not(subExp3)))
;
11 END
12 END
13 END
14 RETURN expression;
15 END
• IExpression GetInterlockingExpressionByRule_31A(tSwitch)
1 FUNCTION GetInterlockingExpressionByRule_32_33(sw)
2 VAR expression = FALSE;
3 FOR t = 1 TO 2 //Alternar o terminal activo e aterrado
4 FOR s1 IN ActiveSequences[sw.Terminals[t]]
5 VAR subExp1, subExp2, subExp3 = FALSE;
6 VAR notPassiveSequence;
7 VAR followingSwitchs;
8 FindFollowingSwitchNodes(sw.Terminals[t], followingSwitchs);
9 FOR s2 IN ActiveSequences[sw.Terminals[(t + 1) % 2]]
10 notPassiveSequence.UnionWith(s2.Except(s1));
11 END
12 FOR s3 IN EarthedSequences[sw.Terminals[(t + 1) % 2]]
13 notPassiveSequence.UnionWith(s3);
14 END
15 AttachToExpression(s1, subExp1);
16 AttachToExpression(followingSwitchs, subExp2);
17 FOR switchNode IN followingSwitchs
18 subExp3 = Or(subExp3, switchNode);
19 END
20 expression = Or(expression, And(subExp1, And(Not(subExp2), subExp3)));
21 END
22 END
23 RETURN expression;
24 END
• IExpression GetInterlockingExpressionByRule_31B(tSwitch)
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1 FUNCTION GetInterlockingExpressionByRule_32_33(sw)
2 VAR expression = FALSE;
3 FOR t = 1 TO 2 //Alternar o terminal activo e aterrado
4 FOR s1 IN ActiveSequences[sw.Terminals[t]]
5 VAR subExp1, subExp2, subExp3;
6 VAR followingSwitchs;
7 FindFollowingSwitchNodes(sw.Terminals[t], followingSwitchs);
8 IF followingSwitchs.Intersect(CircuitSwitchNodes).Count == 1 AND
followingSwitchs.Intersect(EarthingSwitchNodes).Count == 1
9 AttachToExpression(s1, subExp1);
10 AttachToExpression(followingSwitchs.Intersect(CircuitSwitchNodes).
Count, subExp2);
11 AttachToExpression(followingSwitchs.Intersect(EarthingSwitchNodes).
Count, subExp3);
12 expression = Or(expression, And(subExp1, And(Not(subExp2), Not(
subExp3))));
13 END
14 END
15 END
16 RETURN expression;
17 END
• IExpression GetInterlockingExpressionByRule_32_33(tSwitch)
1 FUNCTION GetInterlockingExpressionByRule_32_33(sw)
2 VAR expression = FALSE;
3 FOR t = 1 TO 2 //Alternar o terminal activo e aterrado
4 FOR s1 IN EarthedSequences[sw.Terminals[t]]
5 VAR subExp1, subExp2;
6 VAR notPassiveSequence;
7 FOR s2 IN ActiveSequences[sw.Terminals[(t + 1) % 2]]
8 notPassiveSequence.UnionWith(s2);
9 END
10 FOR s3 IN EarthedSequences[sw.Terminals[(t + 1) % 2]]
11 notPassiveSequence.UnionWith(s3.Except(s1));
12 END
13 AttachToExpression(s1, subExp1);
14 AttachToExpression(notPassiveSequence, subExp2);
15 expression = Or(expression, And(subExp1, Not(subExp2)));
16 END
17 END
18 RETURN expression;
19 END
• IExpression GetInterlockingExpressionByRule_41(tSwitch)
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1 FUNCTION GetInterlockingExpressionByRule_42(sw)
2 VAR expression = FALSE;
3 FOR s1 IN ActiveSequences[sw.Terminals[1]]
4 IF IsFeederSequenceType(s1)
5 FOR s2 IN ActiveSequences[sw.Terminals[2]]
6 IF s1.Intersect(s2).Count == 0 AND IsFeederSequenceType(s2)
7 VAR subExp1, subExp2;
8 AttachToExpression(s1, subExp1);
9 AttachToExpression(s2, subExp2);
10 expression = Or(expression, And(subExp1, subExp2));
11 END
12 END
13 END
14 END
15 RETURN expression;
16 END
• IExpression GetInterlockingExpressionByRule_42(tSwitch)
1 FUNCTION GetInterlockingExpressionByRule_42(sw)
2 VAR expression = FALSE;
3 FOR t = 1 TO 2 //Alternar o terminal activo e aterrado
4 FOR s1 IN ActiveSequences[sw.Terminals[t]]
5 IF IsFeederSequenceType(s1)
6 FOR s2 IN ActiveSequences[sw.Terminals[(t + 1) % 2]]
7 IF s1.Intersect(s2).Count == 0
8 VAR busbarSequence;
9 IF ContainsBusbarSequenceType(s2, busbarSequences) AND
busbarSequences.Count == 1
10 VAR subExp1, subExp2;
11 AttachToExpression(s1, subExp1);
12 AttachToExpression(s2, subExp2);
13 expression = Or(expression, And(subExp1, subExp2));
14 END
15 END
16 END
17 END
18 END
19 END
20 RETURN expression;
21 END
• IExpression GetInterlockingExpressionByRule_51(tSwitch)
1 FUNCTION GetInterlockingExpressionByRule_51(sw)
2 VAR expression = FALSE;
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3 FOR t = 1 TO 2 //Alternar o terminal activo e aterrado
4 VAR followingSwitchNodes;
5 FindFollowingSwitchNodes(sw.Terminals[t], followingSwitchNodes);
6 VAR circuitBreakers = CircuitBreakerNodes.Intersect(followingSwitchNodes)
;
7 IF circuitBreakers.Count == 0
8 VAR circuitSwitches = CircuitSwitchNodes.Intersect(followingSwitchNodes
);
9 IF circuitSwitches.Count == 1
10 VAR subExp;
11 AttachToExpression(circuitSwitches, subExp);
12 expression = Or(expression, Not(subExp));
13 END
14 END
15 END
16 RETURN expression;
17 END
4.6 Resultados
Para o SCL do Anexo B.2.1, correspondente ao SLD da Figura 3.1 e o grafo da Figura 3.2,
o resultado obtido através do protótipo de geração de funções distribuídas de interlocking, são
os ficheiros ST dos Anexos B.2.2 ao B.2.14. Analisando os resultados para o conjunto de regras
implementadas, e considerando os critérios definidos na Subsecção 3.2.8, podemos concluir que
as equações de interlocking geradas são eficazes, pois são completas e não restritivas.
No futuro, poderão ser aplicadas estratégias para reduzir o número de variáveis nas expressões
booleanas, de forma a tornar as funções de interlocking mais simples e mais eficientes. Esta
necessidade será tanto maior, quanto maior for a complexidade do SLD, ou seja, quanto maior
for o número de painéis da subestação. Algumas dessas estratégias foram também discutidas na
Subsecção 3.2.8.
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Capítulo 5
Conclusões
Com os forte avanços tecnológicos do hardware, o desenvolvimento e optimização do software
volta a ser, num número crescente de casos, o ponto chave de resolução de problemas. A geração
automática de configurações de subestações relacionadas com interlocking, tema desta dissertação,
é mais um desses casos.
Dentro dos diferentes domínios de problemas que surgem para a implementação de sistemas
inteligentes de energia elétrica em subestações, esta dissertação foi essencialmente focada na ge-
ração automática de funções distribuídas de interlocking. Para a resolução deste problema foram
estudadas diferentes estratégias de análise do comportamento topológico de uma rede elétrica de
uma subestação. A metodologia utilizada neste trabalho, foi sobretudo inspirada num artigo cien-
tífico [BKW86] que estabelece uma série de regras de interlocking em função de padrões topoló-
gicos e dinâmicos de uma rede. Esta abordagem abriu caminho para a construção de uma solução
computacional do problema, que apesar de poder ser melhorada do ponto de vista da eficiência,
pode ser entendida como eficaz e uma base importante para futuros desenvolvimentos.
5.1 Satisfação dos Objetivos
A maior dificuldade na busca de uma boa solução para este problema, não dependerá tanto da
complexidade temporal dos algoritmos de geração automática de funções, mas sim na eficiência
das próprias funções, isto é, na capacidade de uma função de interlocking cumprir todos os seus
requisitos funcionais e temporais no momento de ser executada por um IED. Por conseguinte, este
trabalho foi orientado para uma solução que não só fosse eficaz e eficiente na geração das funções
de interlocking, como também procurasse que essas funções fossem exequíveis num sistema real
de uma subestação. Prante os objectivos propostos na Secção 1.2 deste documento, podemos
afirmar que nesta dissertação:
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1. Foram criados com sucesso algoritmos de complexidade polinomial para a geração de equa-
ções booleanas, para practicamente todas as regras apresentadas na Secção 2.4. Entre as re-
gras que não foram implementadas, estão as que envolvem outros estados de um interruptor,
para além dos estados "aberto"e "fechado";
2. Foi desenvolvido com sucesso, um protótipo em linguagem C# que implementa os algorit-
mos criados, e que gera automaticamente funções distribuídas de interlocking compiladas
em ficheiros ST, ainda que não executáveis num IED real de uma subestação;
5.2 Trabalho Futuro
O protótipo desenvolvido, apesar se não ser ainda totalmente compatível com um sistema real,
abre caminho para novas estratégias e metodologias de resolução de um problema que se pode
considerar complexo. Entre vários aspectos importantes a acrescentar, ou a melhorar, estão:
• Adicionar à solução os algoritmos de geração de equações de interlocking relativos às regras
definidas nas Secções 2.4.1, 2.4.2 , 2.4.3 e 2.4.11;
• Estudar estratégias para reduzir ao máximo a extensão das expressões booleanas que com-
põem as funções geradas, sem que estas se tornem restritivas, ou seja, sem que impeçam
uma manobra válida de um interruptor. Uma dessas possibilidades poderá partir de uma
optimização do sistema distribuído implementado, procurando que um número máximo de
expressões booleanas contidas nas equações possam ser pré-calculadas em IEDs específi-
cos, e que os resultados dessas expressões possam ser partilhados pelos vários IEDs que os
utilizam;
• Integrar na solução as normas do protocolo IEC 61850 relacionadas com os sistemas de
interlocking, utilizando a semântica protocolar para a identificação e configuração de equi-
pamentos, IEDs, funções, sistemas de comunicação, etc.
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Imagens
Anexo A
Imagens
A.1 Sequências
Figura A.1: Exemplo de sequência activa com origem no nó Line2/IFL e destino no terminal
IB/Q51/t1 do grafo da Figura 3.2
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Figura A.2: Exemplo de sequência aterrada com origem no nó Busbar2/Q32 e destino no terminal
IB/Q51/t1 do grafo da Figura 3.2
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A.2 Diagramas de Classes
Figura A.3: Diagrama de classes simplificado de IExpression
Figura A.4: Diagrama de classes de IBayVariable
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Figura A.5: Diagrama de classes de TerminalsSequences
Figura A.6: Diagrama de classes de IInterlockingExpressions
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Anexo B
Código
B.1 Funções
B.1.1 void SimplifyNodeSets(List<HashSet<tSwitch>>)
1 void SimplifyNodeSets(List<HashSet<tSwitch>> nodeSets) {
2 for (int i = 0; i < nodeSets.Count; i++) {
3 for (int j = i + 1; j < nodeSets.Count;) {
4 if (nodeSets[i].IsSubsetOf(nodeSets[j]))
5 nodeSets.RemoveAt(j);
6 else if (nodeSets[j].IsSubsetOf(nodeSets[i])) {
7 nodeSets.RemoveAt(i);
8 j = i + 1;
9 }
10 else
11 j++;
12 }
13 }
14 }
B.2 Ficheiros
B.2.1 Substation.scl
1 <? xml v e r s i o n =" 1 . 0 " e n c o d i n g =" u t f −8" ?>
2 <SCL x m l n s : e x t =" h t t p : / /www. e f a c e c . p t / 6 1 8 5 0 / 2 0 0 7 / SCLmaintenance " xmlns=" h t t p : / /www. i e c . ch / 6 1 8 5 0 / 2 0 0 3 / SCL">
3 <Header i d =" sys tem " v e r s i o n =" 1 . 8 " r e v i s i o n =" 1 " t o o l I D =" Automat ion S t u d i o D e s i g n e r E d i t i o n 2013 Q4 TP [ 2 . 6 . 4 5 8 . 5 ] −
DEBUG" n a m e S t r u c t u r e ="IEDName">
4 < H i s t o r y / >
5 < / Header >
6 < S u b s t a t i o n name=" S u b s t a t i o n ">
7 < V o l t a g e L e v e l name=" V o l t a g e Leve l ">
8 <Bay name=" Line1 ">
9 < Conduc t ingEquipment name=" IFL " t y p e =" IFL ">
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10 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine1 / CN1" / >
11 < / Conduc t ingEquipment >
12 < Conduc t ingEquipment name="Q27" t y p e =" DIS ">
13 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine1 / CN1" / >
14 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine1 / CN2" / >
15 < / Conduc t ingEquipment >
16 < Conduc t ingEquipment name="Q13" t y p e =" DIS ">
17 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Line1 / CN1" / >
18 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar2 / CN1" / >
19 < / Conduc t ingEquipment >
20 < Conduc t ingEquipment name="Q11" t y p e =" DIS ">
21 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine1 / CN3" / >
22 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar1 / CN1" / >
23 < / Conduc t ingEquipment >
24 < Conduc t ingEquipment name="Q12" t y p e =" DIS ">
25 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine1 / CN3" / >
26 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar2 / CN1" / >
27 < / Conduc t ingEquipment >
28 < Conduc t ingEquipment name="Q50" t y p e ="CBR">
29 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine1 / CN2" / >
30 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine1 / CN3" / >
31 < / Conduc t ingEquipment >
32 < C o n n e c t i v i t y N o d e name="CN1" pathName=" S u b s t a t i o n / V o l t a g e Leve l / Line1 / CN1" / >
33 < C o n n e c t i v i t y N o d e name="CN2" pathName=" S u b s t a t i o n / V o l t a g e Leve l / Line1 / CN2" / >
34 < C o n n e c t i v i t y N o d e name="CN3" pathName=" S u b s t a t i o n / V o l t a g e Leve l / Line1 / CN3" / >
35 < / Bay>
36 <Bay name=" Line2 ">
37 < Conduc t ingEquipment name="Q50" t y p e ="CBR">
38 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine2 / CN1" / >
39 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine2 / CN2" / >
40 < / Conduc t ingEquipment >
41 < Conduc t ingEquipment name="Q11" t y p e =" DIS ">
42 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar1 / CN1" / >
43 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine2 / CN2" / >
44 < / Conduc t ingEquipment >
45 < Conduc t ingEquipment name="Q12" t y p e =" DIS ">
46 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar2 / CN1" / >
47 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine2 / CN2" / >
48 < / Conduc t ingEquipment >
49 < Conduc t ingEquipment name=" IFL " t y p e =" IFL ">
50 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / L ine2 / CN1" / >
51 < / Conduc t ingEquipment >
52 < C o n n e c t i v i t y N o d e name="CN1" pathName=" S u b s t a t i o n / V o l t a g e Leve l / Line2 / CN1" / >
53 < C o n n e c t i v i t y N o d e name="CN2" pathName=" S u b s t a t i o n / V o l t a g e Leve l / Line2 / CN2" / >
54 < / Bay>
55 <Bay name=" Busbar1 ">
56 < Conduc t ingEquipment name="Q31" t y p e =" DIS ">
57 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar1 / CN1" / >
58 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar1 / grounded " / >
59 < / Conduc t ingEquipment >
60 < C o n n e c t i v i t y N o d e name="CN1" pathName=" S u b s t a t i o n / V o l t a g e Leve l / Busbar1 / CN1" / >
61 < C o n n e c t i v i t y N o d e name=" grounded " pathName=" S u b s t a t i o n / V o l t a g e Leve l / Busbar1 / grounded " / >
62 < / Bay>
63 <Bay name=" Busbar2 ">
64 < Conduc t ingEquipment name="Q32" t y p e =" DIS ">
65 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar2 / CN1" / >
66 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar2 / grounded " / >
67 < / Conduc t ingEquipment >
68 < C o n n e c t i v i t y N o d e name="CN1" pathName=" S u b s t a t i o n / V o l t a g e Leve l / Busbar2 / CN1" / >
69 < C o n n e c t i v i t y N o d e name=" grounded " pathName=" S u b s t a t i o n / V o l t a g e Leve l / Busbar2 / grounded " / >
70 < / Bay>
71 <Bay name=" IB ">
72 < Conduc t ingEquipment name="Q17" t y p e =" DIS ">
73 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar1 / CN1" / >
74 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / IB / CN1" / >
75 < / Conduc t ingEquipment >
76 < Conduc t ingEquipment name="Q18" t y p e =" DIS ">
77 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / IB / CN2" / >
78 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / Busbar2 / CN1" / >
79 < / Conduc t ingEquipment >
80 < Conduc t ingEquipment name="Q51" t y p e ="CBR">
81 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / IB / CN1" / >
82 < T e r m i n a l c o n n e c t i v i t y N o d e =" S u b s t a t i o n / V o l t a g e Leve l / IB / CN2" / >
83 < / Conduc t ingEquipment >
84 < C o n n e c t i v i t y N o d e name="CN1" pathName=" S u b s t a t i o n / V o l t a g e Leve l / IB / CN1" / >
85 < C o n n e c t i v i t y N o d e name="CN2" pathName=" S u b s t a t i o n / V o l t a g e Leve l / IB / CN2" / >
86 < / Bay>
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87 < / V o l t a g e L e v e l >
88 < / S u b s t a t i o n >
89 <Communicat ion>
90 <SubNetwork name=" SubNet1 " / >
91 < / Communicat ion>
92 < / SCL>
B.2.2 Line1_Q11.st
1 LINE1_Q11_RULE_11 := ( LINE1_Q50_Q27 AND BUSBAR1_Q31) OR ( LINE1_Q12_Q13 AND BUSBAR1_Q31) OR ( LINE1_Q50_Q27 AND
LINE2_Q12_Q11 AND BUSBAR2_Q32) OR ( LINE1_Q50_Q27 AND IB_Q18_Q51_Q17 AND BUSBAR2_Q32) OR ( LINE1_Q12 AND
LINE2_Q12_Q50 AND BUSBAR1_Q31) OR ( LINE1_Q12 AND LINE2_Q11_Q50 AND BUSBAR2_Q32) ;
2
3 LINE1_Q11_RULE_13 := ( LINE1_Q50_Q27 AND LINE2_Q11_Q50 AND NOT( ( LINE1_Q13 AND LINE2_Q12 ) OR ( LINE1_Q13 AND
IB_Q18_Q51_Q17 ) OR ( LINE1_Q12 AND LINE2_Q12 ) OR ( LINE1_Q12 AND IB_Q18_Q51_Q17 ) ) ) OR ( LINE1_Q50_Q27 AND
IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 OR LINE1_Q12 ) ) OR ( LINE1_Q12_Q13 AND LINE2_Q11_Q50 AND NOT(
LINE2_Q12 OR IB_Q18_Q51_Q17 ) ) ;
4
5 LINE1_Q11_RULE_12 := ( LINE1_Q50_Q27 AND LINE2_Q11_Q50 AND NOT( ( LINE1_Q13 AND LINE2_Q12 ) OR ( LINE1_Q13 AND
IB_Q18_Q51_Q17 ) OR ( LINE1_Q12 AND LINE2_Q12 ) OR ( LINE1_Q12 AND IB_Q18_Q51_Q17 ) ) ) OR ( LINE1_Q50_Q27 AND
IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 OR LINE1_Q12 ) ) OR ( LINE1_Q12_Q13 AND LINE2_Q11_Q50 AND NOT(
LINE2_Q12 OR IB_Q18_Q51_Q17 ) ) ;
6
7 LINE1_Q11_RULE_31A := ( LINE1_Q50_Q27 AND ( LINE2_Q11 OR IB_Q17 ) AND NOT( ( LINE1_Q12 AND LINE2_Q12_Q11 ) OR ( LINE1_Q12 AND
IB_Q18_Q51_Q17 ) OR ( LINE1_Q13 AND LINE2_Q12_Q11 ) OR ( LINE1_Q13 AND IB_Q18_Q51_Q17 ) OR LINE2_Q11_Q50 OR (
IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 ) OR ( LINE2_Q12_Q11 AND BUSBAR2_Q32) OR ( IB_Q18_Q51_Q17 AND BUSBAR2_Q32) ) ) OR (
LINE1_Q12_Q13 AND ( LINE2_Q11 OR IB_Q17 ) AND NOT( LINE2_Q12_Q11 OR IB_Q18_Q51_Q17 OR LINE2_Q11_Q50 ) ) OR ( LINE1_Q13
AND LINE2_Q12_Q11 AND ( LINE1_Q12 OR LINE1_Q50 ) AND NOT( LINE1_Q50_Q27 OR ( LINE1_Q12 AND LINE2_Q50 ) ) ) OR (
LINE1_Q13 AND IB_Q18_Q51_Q17 AND ( LINE1_Q12 OR LINE1_Q50 ) AND NOT( LINE1_Q50_Q27 OR ( LINE1_Q12 AND LINE2_Q11_Q50 )
OR ( LINE1_Q12 AND LINE2_Q12_Q50 ) ) ) OR ( LINE1_Q50_Q27_Q13 AND LINE2_Q12_Q50 AND ( LINE2_Q11 OR IB_Q17 ) AND NOT( (
LINE1_Q12 AND LINE2_Q11 ) OR IB_Q18_Q51_Q17 ) ) OR ( LINE1_Q12 AND LINE2_Q12_Q50 AND ( LINE2_Q11 OR IB_Q17 ) AND NOT( (
LINE1_Q50_Q27 AND LINE2_Q11 ) OR ( LINE1_Q13 AND LINE2_Q11 ) OR IB_Q18_Q51_Q17 ) ) OR ( LINE2_Q11_Q50 AND ( LINE1_Q12
OR LINE1_Q50 ) AND NOT( LINE1_Q50_Q27 OR LINE1_Q12_Q13 OR ( LINE1_Q12 AND IB_Q18_Q51_Q17 ) OR ( LINE1_Q12 AND
LINE2_Q12 ) OR ( LINE1_Q12 AND BUSBAR2_Q32) ) ) OR ( IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 AND ( LINE1_Q12 OR LINE1_Q50 )
AND NOT( LINE1_Q50_Q27 OR LINE1_Q12_Q13 OR ( LINE1_Q12 AND LINE2_Q11 ) ) ) ;
8
9 LINE1_Q11_RULE_31B := FALSE ;
10
11 LINE1_Q11_RULE_32 := (BUSBAR1_Q31 AND NOT( LINE1_Q50_Q27 OR LINE1_Q12_Q13 OR ( LINE1_Q12 AND LINE2_Q12_Q50 ) OR (
LINE1_Q12 AND LINE2_Q12_Q11 ) OR ( LINE1_Q12 AND IB_Q18_Q51_Q17 ) OR ( LINE1_Q12 AND BUSBAR2_Q32) ) ) OR ( LINE1_Q12
AND BUSBAR2_Q32 AND NOT( LINE2_Q11_Q50 OR BUSBAR1_Q31 OR LINE2_Q12_Q11 OR IB_Q18_Q51_Q17 ) ) OR ( LINE2_Q12_Q11 AND
BUSBAR2_Q32 AND NOT( LINE1_Q50_Q27 OR LINE1_Q12 ) ) OR ( IB_Q18_Q51_Q17 AND BUSBAR2_Q32 AND NOT( LINE1_Q50_Q27 OR
LINE1_Q12 ) ) ;
12
13 LINE1_Q11_RULE_42 := LINE1_Q12_Q13 AND LINE2_Q11_Q50 ;
14
15 LINE1_Q11_RULE_52 := FALSE ;
16
17 LINE1_Q11_ENABLE_OPEN := NOT ( LINE1_Q11_RULE_13 OR LINE1_Q11_RULE_52 ) ;
18 LINE1_Q11_ENABLE_CLOSE := NOT ( LINE1_Q11_RULE_11 OR LINE1_Q11_RULE_12 OR LINE1_Q11_RULE_31 OR LINE1_Q11_RULE_32 OR
LINE1_Q11_RULE_42 ) ;
B.2.3 Line1_Q12.st
1 LINE1_Q12_RULE_11 := ( LINE1_Q50_Q27 AND LINE2_Q12_Q11 AND BUSBAR1_Q31) OR ( LINE1_Q50_Q27 AND IB_Q18_Q51_Q17 AND
BUSBAR1_Q31) OR ( LINE1_Q13_Q11 AND BUSBAR1_Q31) OR ( LINE1_Q50_Q27 AND BUSBAR2_Q32) OR ( LINE1_Q11 AND
LINE2_Q12_Q50 AND BUSBAR1_Q31) OR ( LINE1_Q11 AND LINE2_Q11_Q50 AND BUSBAR2_Q32) ;
2
3 LINE1_Q12_RULE_13 := ( LINE1_Q50_Q27 AND IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 AND NOT( LINE1_Q13 OR LINE1_Q11 ) ) OR (
LINE1_Q50_Q27 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 OR ( LINE1_Q11 AND LINE2_Q11 ) OR ( LINE1_Q11 AND IB_Q18_Q51_Q17 )
) ) OR ( LINE1_Q11 AND LINE2_Q11_Q50 AND LINE1_Q13 AND NOT( LINE2_Q12 OR IB_Q18_Q51_Q17 OR LINE1_Q50_Q27 ) ) ;
4
5 LINE1_Q12_RULE_12 := ( LINE1_Q50_Q27 AND IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 AND NOT( LINE1_Q13 OR LINE1_Q11 ) ) OR (
LINE1_Q50_Q27 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 OR ( LINE1_Q11 AND LINE2_Q11 ) OR ( LINE1_Q11 AND IB_Q18_Q51_Q17 )
) ) OR ( LINE1_Q11 AND LINE2_Q11_Q50 AND LINE1_Q13 AND NOT( LINE2_Q12 OR IB_Q18_Q51_Q17 OR LINE1_Q50_Q27 ) ) ;
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6
7 LINE1_Q12_RULE_31A := ( LINE1_Q50_Q27 AND ( LINE2_Q12 OR IB_Q18 ) AND NOT( ( LINE1_Q11 AND LINE2_Q12_Q11 ) OR ( LINE1_Q11 AND
IB_Q18_Q51_Q17 ) OR ( LINE1_Q13_Q11 AND LINE2_Q11_Q50 ) OR ( IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 ) OR LINE2_Q12_Q50 OR
( LINE2_Q12_Q11 AND BUSBAR1_Q31) OR ( IB_Q18_Q51_Q17 AND BUSBAR1_Q31) ) ) OR ( LINE1_Q13 AND ( LINE1_Q11 OR LINE1_Q50 )
AND NOT( LINE1_Q50_Q27 OR ( LINE1_Q11 AND LINE2_Q12_Q11 ) OR ( LINE1_Q11 AND IB_Q18_Q51_Q17 ) OR ( LINE1_Q11 AND
LINE2_Q11_Q50 ) OR ( LINE1_Q11 AND BUSBAR1_Q31) ) ) OR ( LINE1_Q11 AND LINE2_Q11_Q50 AND ( LINE2_Q12 OR IB_Q18 ) AND
NOT( ( LINE1_Q50_Q27 AND LINE2_Q12 ) OR LINE1_Q50_Q27_Q13 OR IB_Q18_Q51_Q17 ) ) OR ( IB_Q18_Q51_Q17 AND LINE2_Q11_Q50
AND ( LINE1_Q11 OR LINE1_Q50 ) AND NOT( LINE1_Q50_Q27 OR LINE1_Q13_Q11 OR ( LINE1_Q11 AND LINE2_Q12 ) ) ) OR (
LINE2_Q12_Q50 AND ( LINE1_Q11 OR LINE1_Q50 ) AND NOT( LINE1_Q50_Q27 OR ( LINE1_Q11 AND LINE2_Q11 ) OR ( LINE1_Q11 AND
IB_Q18_Q51_Q17 ) OR ( LINE1_Q11 AND BUSBAR1_Q31) ) ) ;
8
9 LINE1_Q12_RULE_31B := FALSE ;
10
11 LINE1_Q12_RULE_32 := ( LINE1_Q11 AND BUSBAR1_Q31 AND NOT( LINE1_Q13 OR LINE2_Q12_Q50 OR LINE2_Q12_Q11 OR IB_Q18_Q51_Q17
OR BUSBAR2_Q32) ) OR ( LINE2_Q12_Q11 AND BUSBAR1_Q31 AND NOT( LINE1_Q50_Q27 OR LINE1_Q11 ) ) OR ( IB_Q18_Q51_Q17 AND
BUSBAR1_Q31 AND NOT( LINE1_Q50_Q27 OR LINE1_Q11 ) ) OR (BUSBAR2_Q32 AND NOT( LINE1_Q50_Q27 OR ( LINE1_Q11 AND
LINE2_Q11_Q50 ) OR ( LINE1_Q11 AND BUSBAR1_Q31) OR ( LINE1_Q11 AND LINE2_Q12_Q11 ) OR ( LINE1_Q11 AND IB_Q18_Q51_Q17 )
) ) ;
12
13 LINE1_Q12_RULE_42 := LINE1_Q13_Q11 AND LINE2_Q11_Q50 ;
14
15 LINE1_Q12_RULE_52 := FALSE ;
16
17 LINE1_Q12_ENABLE_OPEN := NOT ( LINE1_Q11_RULE_13 OR LINE1_Q11_RULE_52 ) ;
18 LINE1_Q12_ENABLE_CLOSE := NOT ( LINE1_Q11_RULE_11 OR LINE1_Q11_RULE_12 OR LINE1_Q11_RULE_31 OR LINE1_Q11_RULE_32 OR
LINE1_Q11_RULE_42 ) ;
B.2.4 Line1_Q13.st
1 LINE1_Q13_RULE_11 := ( LINE1_Q12_Q11 AND BUSBAR1_Q31) OR ( LINE2_Q12_Q11 AND BUSBAR1_Q31) OR ( IB_Q18_Q51_Q17 AND
BUSBAR1_Q31) OR BUSBAR2_Q32 ;
2
3 LINE1_Q13_RULE_13 := ( LINE1_Q12_Q11 AND LINE2_Q11_Q50 AND NOT( LINE1_Q50_Q27 ) ) OR ( IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 AND
NOT( LINE1_Q11_Q50_Q27 OR LINE1_Q12_Q50_Q27 ) ) OR ( LINE2_Q12_Q50 AND NOT( ( LINE1_Q11_Q50_Q27 AND LINE2_Q11 ) OR (
LINE1_Q11_Q50_Q27 AND IB_Q18_Q51_Q17 ) OR LINE1_Q12_Q50_Q27 ) ) ;
4
5 LINE1_Q13_RULE_12 := ( LINE1_Q12_Q11 AND LINE2_Q11_Q50 AND NOT( LINE1_Q50_Q27 ) ) OR ( IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 AND
NOT( LINE1_Q11_Q50_Q27 OR LINE1_Q12_Q50_Q27 ) ) OR ( LINE2_Q12_Q50 AND NOT( ( LINE1_Q11_Q50_Q27 AND LINE2_Q11 ) OR (
LINE1_Q11_Q50_Q27 AND IB_Q18_Q51_Q17 ) OR LINE1_Q12_Q50_Q27 ) ) ;
6
7 LINE1_Q13_RULE_31A := ( ( LINE1_Q12 OR LINE2_Q12 OR IB_Q18 ) AND NOT( ( LINE1_Q11_Q50_Q27 AND LINE2_Q12_Q11 ) OR (
LINE1_Q11_Q50_Q27 AND IB_Q18_Q51_Q17 ) OR LINE1_Q12_Q50_Q27 OR ( LINE1_Q12_Q11 AND LINE2_Q11_Q50 ) OR (
IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 ) OR LINE2_Q12_Q50 OR ( LINE1_Q12_Q11 AND BUSBAR1_Q31) OR ( LINE2_Q12_Q11 AND
BUSBAR1_Q31) OR ( IB_Q18_Q51_Q17 AND BUSBAR1_Q31) ) ) OR ( LINE1_Q11_Q50_Q27 AND LINE2_Q11_Q50 AND ( LINE1_Q12 OR
LINE2_Q12 OR IB_Q18 ) AND NOT( IB_Q18_Q51_Q17 ) ) ;
8
9 LINE1_Q13_RULE_31B := FALSE ;
10
11 LINE1_Q13_RULE_32 := FALSE ;
12
13 LINE1_Q13_RULE_42 := ( LINE1_Q12_Q11 AND LINE2_Q11_Q50 ) OR LINE2_Q12_Q50 ;
14
15 LINE1_Q13_RULE_52 := FALSE ;
16
17 LINE1_Q13_ENABLE_OPEN := NOT ( LINE1_Q13_RULE_13 OR LINE1_Q13_RULE_52 ) ;
18 LINE1_Q13_ENABLE_CLOSE := NOT ( LINE1_Q13_RULE_11 OR LINE1_Q13_RULE_12 OR LINE1_Q13_RULE_31 OR LINE1_Q13_RULE_32 OR
LINE1_Q13_RULE_42 ) ;
B.2.5 Line1_Q27.st
1 LINE1_Q27_RULE_11 := ( LINE1_Q50_Q11 AND BUSBAR1_Q31) OR ( LINE1_Q50_Q12 AND LINE2_Q12_Q11 AND BUSBAR1_Q31) OR (
LINE1_Q50_Q12 AND IB_Q18_Q51_Q17 AND BUSBAR1_Q31) OR ( LINE1_Q50_Q12 AND BUSBAR2_Q32) OR ( LINE1_Q50_Q11 AND
LINE2_Q12_Q11 AND BUSBAR2_Q32) OR ( LINE1_Q50_Q11 AND IB_Q18_Q51_Q17 AND BUSBAR2_Q32) ;
2
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3 LINE1_Q27_RULE_13 := ( LINE1_Q50_Q11 AND LINE2_Q11_Q50 AND NOT( LINE1_Q12_Q13 OR ( LINE1_Q13 AND LINE2_Q12 ) OR ( LINE1_Q13
AND IB_Q18_Q51_Q17 ) ) ) OR ( LINE1_Q50_Q12 AND IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 AND NOT( LINE1_Q13 ) ) OR (
LINE1_Q50_Q12 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 ) ) OR ( LINE1_Q50_Q11 AND IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 AND
NOT( LINE1_Q13 ) ) ;
4
5 LINE1_Q27_RULE_12 := ( LINE1_Q50_Q11 AND LINE2_Q11_Q50 AND NOT( LINE1_Q12_Q13 OR ( LINE1_Q13 AND LINE2_Q12 ) OR ( LINE1_Q13
AND IB_Q18_Q51_Q17 ) ) ) OR ( LINE1_Q50_Q12 AND IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 AND NOT( LINE1_Q13 ) ) OR (
LINE1_Q50_Q12 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 ) ) OR ( LINE1_Q50_Q11 AND IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 AND
NOT( LINE1_Q13 ) ) ;
6
7 LINE1_Q27_RULE_31A := ( LINE1_Q50 AND NOT( LINE1_Q50_Q12_Q13 OR ( LINE1_Q50_Q11_Q13 AND LINE2_Q12_Q11 ) OR (
LINE1_Q50_Q11_Q13 AND IB_Q18_Q51_Q17 ) OR ( LINE1_Q50_Q11 AND LINE2_Q11_Q50 ) OR ( LINE1_Q50_Q12 AND IB_Q18_Q51_Q17
AND LINE2_Q11_Q50 ) OR ( LINE1_Q50_Q12 AND LINE2_Q12_Q50 ) OR ( LINE1_Q50_Q11 AND IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 )
OR ( LINE1_Q50_Q11 AND BUSBAR1_Q31) OR ( LINE1_Q50_Q12 AND LINE2_Q12_Q11 AND BUSBAR1_Q31) OR ( LINE1_Q50_Q12 AND
IB_Q18_Q51_Q17 AND BUSBAR1_Q31) OR ( LINE1_Q50_Q12 AND BUSBAR2_Q32) OR ( LINE1_Q50_Q11 AND LINE2_Q12_Q11 AND
BUSBAR2_Q32) OR ( LINE1_Q50_Q11 AND IB_Q18_Q51_Q17 AND BUSBAR2_Q32) ) ) OR ( LINE1_Q11_Q12_Q13 AND LINE2_Q11_Q50 AND
LINE1_Q50 AND NOT( ( LINE1_Q50 AND LINE2_Q12 ) OR ( LINE1_Q50 AND IB_Q18_Q51_Q17 ) ) ) OR ( LINE1_Q13 AND
IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 AND LINE1_Q50 AND NOT( LINE1_Q50_Q12 OR LINE1_Q50_Q11 ) ) OR ( LINE1_Q13 AND
LINE2_Q12_Q50 AND LINE1_Q50 AND NOT( LINE1_Q50_Q12 OR ( LINE1_Q50_Q11 AND LINE2_Q11 ) OR ( LINE1_Q50_Q11 AND
IB_Q18_Q51_Q17 ) OR ( LINE1_Q50_Q11 AND BUSBAR1_Q31) ) ) ;
8
9 LINE1_Q27_RULE_31B := FALSE ;
10
11 LINE1_Q27_RULE_32 := FALSE ;
12
13 LINE1_Q27_RULE_42 := FALSE ;
14
15 LINE1_Q27_RULE_52 := LINE1_Q50_Q12_Q13 OR ( LINE1_Q50_Q11_Q13 AND LINE2_Q12_Q11 ) OR ( LINE1_Q50_Q11_Q13 AND
IB_Q18_Q51_Q17 ) OR ( LINE1_Q50_Q11 AND LINE2_Q11_Q50 ) OR ( LINE1_Q50_Q12 AND IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 ) OR
( LINE1_Q50_Q12 AND LINE2_Q12_Q50 ) OR ( LINE1_Q50_Q11 AND IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 ) ;
16
17 LINE1_Q27_ENABLE_OPEN := NOT ( LINE1_Q27_RULE_13 OR LINE1_Q27_RULE_52 ) ;
18 LINE1_Q27_ENABLE_CLOSE := NOT ( LINE1_Q27_RULE_11 OR LINE1_Q27_RULE_12 OR LINE1_Q27_RULE_31 OR LINE1_Q27_RULE_32 OR
LINE1_Q27_RULE_42 ) ;
B.2.6 Line1_Q50.st
1 LINE1_Q50_RULE_11 := ( LINE1_Q27_Q11 AND BUSBAR1_Q31) OR ( LINE1_Q27_Q12 AND LINE2_Q12_Q11 AND BUSBAR1_Q31) OR (
LINE1_Q27_Q12 AND IB_Q18_Q51_Q17 AND BUSBAR1_Q31) OR ( LINE1_Q27_Q12 AND BUSBAR2_Q32) OR ( LINE1_Q27_Q11 AND
LINE2_Q12_Q11 AND BUSBAR2_Q32) OR ( LINE1_Q27_Q11 AND IB_Q18_Q51_Q17 AND BUSBAR2_Q32) ;
2
3 LINE1_Q50_RULE_33 := ( LINE1_Q11 AND BUSBAR1_Q31 AND NOT( LINE1_Q27 ) ) OR ( LINE1_Q12 AND LINE2_Q12_Q11 AND BUSBAR1_Q31
AND NOT( LINE1_Q27 ) ) OR ( LINE1_Q12 AND IB_Q18_Q51_Q17 AND BUSBAR1_Q31 AND NOT( LINE1_Q27 ) ) OR ( LINE1_Q12 AND
BUSBAR2_Q32 AND NOT( LINE1_Q27 ) ) OR ( LINE1_Q11 AND LINE2_Q12_Q11 AND BUSBAR2_Q32 AND NOT( LINE1_Q27 ) ) OR (
LINE1_Q11 AND IB_Q18_Q51_Q17 AND BUSBAR2_Q32 AND NOT( LINE1_Q27 ) ) ;
4
5 LINE1_Q50_RULE_41 := FALSE ;
6
7 LINE1_Q50_RULE_43 := LINE1_Q27_Q11_Q13 AND IB_Q18_Q51_Q17 ;
8
9 LINE1_Q50_RULE_44 := FALSE ;
10
11 LINE1_Q50_RULE_51 := NOT ( LINE1_Q27 ) ;
12
13 LINE1_Q50_ENABLE_OPEN := NOT ( LINE1_Q50_RULE_44 ) ;
14 LINE1_Q50_ENABLE_CLOSE := NOT ( LINE1_Q50_RULE_11 OR LINE1_Q50_RULE_33 OR LINE1_Q50_RULE_41 OR LINE1_Q50_RULE_43 OR
LINE1_Q50_RULE_51 ) ;
B.2.7 Line2_Q11.st
1 LINE2_Q11_RULE_11 := ( LINE2_Q12 AND LINE1_Q12_Q50_Q27 AND BUSBAR1_Q31) OR ( LINE2_Q12 AND LINE1_Q13 AND BUSBAR1_Q31) OR
( LINE2_Q12 AND LINE1_Q11_Q50_Q27 AND BUSBAR2_Q32) OR ( LINE2_Q50 AND BUSBAR1_Q31) OR ( LINE2_Q50 AND
LINE1_Q12_Q11 AND BUSBAR2_Q32) OR ( LINE2_Q50 AND IB_Q18_Q51_Q17 AND BUSBAR2_Q32) ;
2
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3 LINE2_Q11_RULE_13 := ( LINE1_Q11_Q50_Q27 AND LINE2_Q50 AND NOT( ( LINE2_Q12 AND LINE1_Q13 ) OR ( LINE2_Q12 AND LINE1_Q12 )
OR ( LINE2_Q12 AND IB_Q18_Q51_Q17 ) ) ) OR ( IB_Q18_Q51_Q17 AND LINE1_Q12_Q50_Q27 AND LINE2_Q50 AND NOT( LINE2_Q12 ) )
OR ( LINE1_Q11_Q12_Q13 AND LINE2_Q50 AND NOT( LINE2_Q12 ) ) OR ( IB_Q18_Q51_Q17 AND LINE1_Q13 AND LINE2_Q50 AND NOT(
LINE2_Q12 ) ) ;
4
5 LINE2_Q11_RULE_12 := ( LINE1_Q11_Q50_Q27 AND LINE2_Q50 AND NOT( ( LINE2_Q12 AND LINE1_Q13 ) OR ( LINE2_Q12 AND LINE1_Q12 )
OR ( LINE2_Q12 AND IB_Q18_Q51_Q17 ) ) ) OR ( IB_Q18_Q51_Q17 AND LINE1_Q12_Q50_Q27 AND LINE2_Q50 AND NOT( LINE2_Q12 ) )
OR ( LINE1_Q11_Q12_Q13 AND LINE2_Q50 AND NOT( LINE2_Q12 ) ) OR ( IB_Q18_Q51_Q17 AND LINE1_Q13 AND LINE2_Q50 AND NOT(
LINE2_Q12 ) ) ;
6
7 LINE2_Q11_RULE_31A := ( LINE1_Q11_Q50_Q27 AND LINE2_Q12 AND NOT( ( LINE2_Q12 AND IB_Q18_Q51_Q17 ) OR ( LINE2_Q12 AND
LINE1_Q12 ) OR ( LINE2_Q12 AND LINE1_Q13 ) OR ( LINE2_Q12 AND BUSBAR2_Q32) ) ) OR ( IB_Q18_Q51_Q17 AND
LINE1_Q12_Q50_Q27 AND LINE2_Q12 AND NOT( ( LINE2_Q12 AND LINE1_Q11 ) OR ( LINE2_Q12 AND LINE1_Q13 ) ) ) OR (
LINE1_Q11_Q12_Q13 AND LINE2_Q12 AND NOT( LINE2_Q12 AND LINE1_Q50_Q27 ) ) OR ( IB_Q18_Q51_Q17 AND LINE1_Q13 AND
LINE2_Q12 AND NOT( ( LINE2_Q12 AND LINE1_Q11_Q50_Q27 ) OR ( LINE2_Q12 AND LINE1_Q12_Q50_Q27 ) ) ) OR ( LINE2_Q12 AND
LINE1_Q12_Q50_Q27 AND ( LINE1_Q11 OR IB_Q17 ) AND NOT( IB_Q18_Q51_Q17 OR LINE1_Q13_Q11 OR ( LINE2_Q50 AND LINE1_Q11 )
) ) OR ( LINE2_Q12 AND LINE1_Q13 AND ( LINE1_Q11 OR IB_Q17 ) AND NOT( LINE1_Q11_Q50_Q27 OR LINE1_Q12_Q11 OR
IB_Q18_Q51_Q17 ) ) OR ( LINE2_Q50 AND ( LINE1_Q11 OR IB_Q17 ) AND NOT( LINE1_Q11_Q50_Q27 OR ( IB_Q18_Q51_Q17 AND
LINE1_Q12_Q50_Q27 ) OR LINE1_Q11_Q12_Q13 OR ( IB_Q18_Q51_Q17 AND LINE1_Q13 ) OR ( LINE2_Q12 AND LINE1_Q12_Q11 ) OR (
LINE2_Q12 AND IB_Q18_Q51_Q17 ) OR ( LINE1_Q12_Q11 AND BUSBAR2_Q32) OR ( IB_Q18_Q51_Q17 AND BUSBAR2_Q32) ) ) ;
8
9 LINE2_Q11_RULE_31B := FALSE ;
10
11 LINE2_Q11_RULE_32 := (BUSBAR1_Q31 AND NOT( ( LINE2_Q12 AND LINE1_Q12_Q50_Q27 ) OR ( LINE2_Q12 AND LINE1_Q13 ) OR LINE2_Q50
OR ( LINE2_Q12 AND LINE1_Q12_Q11 ) OR ( LINE2_Q12 AND IB_Q18_Q51_Q17 ) OR ( LINE2_Q12 AND BUSBAR2_Q32) ) ) OR (
LINE1_Q12_Q11 AND BUSBAR2_Q32 AND NOT( LINE2_Q50 OR LINE2_Q12 ) ) OR ( IB_Q18_Q51_Q17 AND BUSBAR2_Q32 AND NOT(
LINE2_Q50 OR LINE2_Q12 ) ) OR ( LINE2_Q12 AND BUSBAR2_Q32 AND NOT( LINE1_Q11_Q50_Q27 OR BUSBAR1_Q31 OR LINE1_Q12_Q11
OR IB_Q18_Q51_Q17 ) ) ;
12
13 LINE2_Q11_RULE_42 := LINE2_Q50 AND LINE1_Q11_Q12_Q13 ;
14
15 LINE2_Q11_RULE_52 := FALSE ;
16
17 LINE2_Q11_ENABLE_OPEN := NOT ( LINE2_Q11_RULE_13 OR LINE2_Q11_RULE_52 ) ;
18 LINE2_Q11_ENABLE_CLOSE := NOT ( LINE2_Q11_RULE_11 OR LINE2_Q11_RULE_12 OR LINE2_Q11_RULE_31 OR LINE2_Q11_RULE_32 OR
LINE2_Q11_RULE_42 ) ;
B.2.8 Line2_Q12.st
1 LINE2_Q12_RULE_11 := ( LINE2_Q11 AND LINE1_Q12_Q50_Q27 AND BUSBAR1_Q31) OR ( LINE2_Q11 AND LINE1_Q13 AND BUSBAR1_Q31) OR
( LINE2_Q11 AND LINE1_Q11_Q50_Q27 AND BUSBAR2_Q32) OR ( LINE2_Q50 AND LINE1_Q12_Q11 AND BUSBAR1_Q31) OR (
LINE2_Q50 AND IB_Q18_Q51_Q17 AND BUSBAR1_Q31) OR ( LINE2_Q50 AND BUSBAR2_Q32) ;
2
3 LINE2_Q12_RULE_13 := ( IB_Q18_Q51_Q17 AND LINE1_Q11_Q50_Q27 AND LINE2_Q50 AND NOT( LINE2_Q11 ) ) OR ( LINE1_Q12_Q50_Q27 AND
LINE2_Q50 AND NOT( ( LINE2_Q11 AND LINE1_Q11 ) OR ( LINE2_Q11 AND IB_Q18_Q51_Q17 ) ) ) OR ( LINE1_Q13 AND LINE2_Q50 AND
NOT( ( LINE2_Q11 AND LINE1_Q11_Q50_Q27 ) OR ( LINE2_Q11 AND LINE1_Q12_Q11 ) OR ( LINE2_Q11 AND IB_Q18_Q51_Q17 ) ) ) ;
4
5 LINE2_Q12_RULE_12 := ( IB_Q18_Q51_Q17 AND LINE1_Q11_Q50_Q27 AND LINE2_Q50 AND NOT( LINE2_Q11 ) ) OR ( LINE1_Q12_Q50_Q27 AND
LINE2_Q50 AND NOT( ( LINE2_Q11 AND LINE1_Q11 ) OR ( LINE2_Q11 AND IB_Q18_Q51_Q17 ) ) ) OR ( LINE1_Q13 AND LINE2_Q50 AND
NOT( ( LINE2_Q11 AND LINE1_Q11_Q50_Q27 ) OR ( LINE2_Q11 AND LINE1_Q12_Q11 ) OR ( LINE2_Q11 AND IB_Q18_Q51_Q17 ) ) ) ;
6
7 LINE2_Q12_RULE_31A := ( IB_Q18_Q51_Q17 AND LINE1_Q11_Q50_Q27 AND LINE2_Q11 AND NOT( ( LINE2_Q11 AND LINE1_Q12 ) OR (
LINE2_Q11 AND LINE1_Q13 ) ) ) OR ( LINE1_Q12_Q50_Q27 AND LINE2_Q11 AND NOT( ( LINE2_Q11 AND LINE1_Q11 ) OR ( LINE2_Q11
AND IB_Q18_Q51_Q17 ) OR ( LINE2_Q11 AND BUSBAR1_Q31) ) ) OR ( LINE1_Q13 AND LINE2_Q11 AND NOT( ( LINE2_Q11 AND
LINE1_Q11_Q50_Q27 ) OR ( LINE2_Q11 AND LINE1_Q12_Q11 ) OR ( LINE2_Q11 AND IB_Q18_Q51_Q17 ) OR ( LINE2_Q11 AND
BUSBAR1_Q31) ) ) OR ( LINE2_Q11 AND LINE1_Q11_Q50_Q27 AND ( LINE1_Q12 OR IB_Q18 ) AND NOT( IB_Q18_Q51_Q17 OR (
LINE2_Q50 AND LINE1_Q12 ) OR ( LINE2_Q50 AND LINE1_Q13 ) ) ) OR ( LINE2_Q50 AND ( LINE1_Q12 OR IB_Q18 ) AND NOT( (
IB_Q18_Q51_Q17 AND LINE1_Q11_Q50_Q27 ) OR LINE1_Q12_Q50_Q27 OR ( LINE2_Q11 AND LINE1_Q12_Q11 ) OR ( LINE2_Q11 AND
LINE1_Q13_Q11_Q50_Q27 ) OR ( LINE2_Q11 AND IB_Q18_Q51_Q17 ) OR ( LINE1_Q12_Q11 AND BUSBAR1_Q31) OR ( IB_Q18_Q51_Q17
AND BUSBAR1_Q31) ) ) ;
8
9 LINE2_Q12_RULE_31B := FALSE ;
10
11 LINE2_Q12_RULE_32 := ( LINE1_Q12_Q11 AND BUSBAR1_Q31 AND NOT( LINE2_Q50 OR LINE2_Q11 ) ) OR ( IB_Q18_Q51_Q17 AND
BUSBAR1_Q31 AND NOT( LINE2_Q50 OR LINE2_Q11 ) ) OR ( LINE2_Q11 AND BUSBAR1_Q31 AND NOT( LINE1_Q12_Q50_Q27 OR
LINE1_Q13 OR LINE1_Q12_Q11 OR IB_Q18_Q51_Q17 OR BUSBAR2_Q32) ) OR (BUSBAR2_Q32 AND NOT( ( LINE2_Q11 AND
LINE1_Q11_Q50_Q27 ) OR LINE2_Q50 OR ( LINE2_Q11 AND BUSBAR1_Q31) OR ( LINE2_Q11 AND LINE1_Q12_Q11 ) OR ( LINE2_Q11
AND IB_Q18_Q51_Q17 ) ) ) ;
12
13 LINE2_Q12_RULE_52 := FALSE ;
14
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15 LINE2_Q12_ENABLE_OPEN := NOT ( LINE2_Q12_RULE_13 OR LINE2_Q12_RULE_52 ) ;
16 LINE2_Q12_ENABLE_CLOSE := NOT ( LINE2_Q12_RULE_11 OR LINE2_Q12_RULE_12 OR LINE2_Q12_RULE_31 OR LINE2_Q12_RULE_32 OR
LINE2_Q12_RULE_42 ) ;
B.2.9 Line2_Q50.st
1 LINE2_Q50_RULE_11 := ( LINE2_Q12 AND LINE1_Q12_Q11 AND BUSBAR1_Q31) OR ( LINE2_Q11 AND BUSBAR1_Q31) OR ( LINE2_Q12 AND
IB_Q18_Q51_Q17 AND BUSBAR1_Q31) OR ( LINE2_Q11 AND LINE1_Q12_Q11 AND BUSBAR2_Q32) OR ( LINE2_Q12 AND BUSBAR2_Q32)
OR ( LINE2_Q11 AND IB_Q18_Q51_Q17 AND BUSBAR2_Q32) ;
2
3 LINE2_Q50_RULE_33 := FALSE ;
4
5 LINE2_Q50_RULE_41 := ( LINE2_Q11 AND LINE1_Q11_Q12_Q13 ) OR ( LINE2_Q12 AND LINE1_Q13 ) ;
6
7 LINE2_Q50_RULE_43 := FALSE ;
8
9 LINE2_Q50_RULE_44 := FALSE ;
10
11 LINE2_Q50_RULE_51 := FALSE ;
12
13 LINE2_Q50_ENABLE_OPEN := NOT ( LINE2_Q50_RULE_44 ) ;
14 LINE2_Q50_ENABLE_CLOSE := NOT ( LINE2_Q50_RULE_11 OR LINE2_Q50_RULE_33 OR LINE2_Q50_RULE_41 OR LINE2_Q50_RULE_43 OR
LINE2_Q50_RULE_51 ) ;
B.2.10 Busbar1_Q31.st
1 BUSBAR1_Q31_RULE_11 := LINE1_Q11_Q50_Q27 OR ( LINE2_Q12_Q11 AND LINE1_Q12_Q50_Q27 ) OR ( IB_Q18_Q51_Q17 AND
LINE1_Q12_Q50_Q27 ) OR LINE1_Q11_Q12_Q13 OR ( LINE2_Q12_Q11 AND LINE1_Q13 ) OR ( IB_Q18_Q51_Q17 AND LINE1_Q13 ) OR
LINE2_Q11_Q50 OR ( LINE1_Q12_Q11 AND LINE2_Q12_Q50 ) OR ( IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 ) ;
2
3 BUSBAR1_Q31_RULE_35 := NOT( LINE1_Q11_Q50_Q27 OR ( LINE2_Q12_Q11 AND LINE1_Q12_Q50_Q27 ) OR ( IB_Q18_Q51_Q17 AND
LINE1_Q12_Q50_Q27 ) OR LINE1_Q11_Q12_Q13 OR ( LINE2_Q12_Q11 AND LINE1_Q13 ) OR ( IB_Q18_Q51_Q17 AND LINE1_Q13 ) OR
LINE2_Q11_Q50 OR ( LINE1_Q12_Q11 AND LINE2_Q12_Q50 ) OR ( IB_Q18_Q51_Q17 AND LINE2_Q12_Q50 ) OR ( LINE1_Q12_Q11 AND
BUSBAR2_Q32) OR ( LINE2_Q12_Q11 AND BUSBAR2_Q32) OR ( IB_Q18_Q51_Q17 AND BUSBAR2_Q32) ) ;
4
5 BUSBAR1_Q31_ENABLE_OPEN := TRUE ;
6 BUSBAR1_Q31_ENABLE_CLOSE := NOT ( BUSBAR1_Q31_RULE_11 OR BUSBAR1_Q31_RULE_35 ) ;
B.2.11 Busbar2_Q32.st
1 BUSBAR2_Q32_RULE_11 := ( LINE2_Q12_Q11 AND LINE1_Q11_Q50_Q27 ) OR ( IB_Q18_Q51_Q17 AND LINE1_Q11_Q50_Q27 ) OR
LINE1_Q12_Q50_Q27 OR LINE1_Q13 OR ( LINE1_Q12_Q11 AND LINE2_Q11_Q50 ) OR ( IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 ) OR
LINE2_Q12_Q50 ;
2
3 BUSBAR2_Q32_RULE_35 := NOT( ( LINE2_Q12_Q11 AND LINE1_Q11_Q50_Q27 ) OR ( IB_Q18_Q51_Q17 AND LINE1_Q11_Q50_Q27 ) OR
LINE1_Q12_Q50_Q27 OR LINE1_Q13 OR ( LINE1_Q12_Q11 AND LINE2_Q11_Q50 ) OR ( IB_Q18_Q51_Q17 AND LINE2_Q11_Q50 ) OR
LINE2_Q12_Q50 OR ( LINE1_Q12_Q11 AND BUSBAR1_Q31) OR ( LINE2_Q12_Q11 AND BUSBAR1_Q31) OR ( IB_Q18_Q51_Q17 AND
BUSBAR1_Q31) ) ;
4
5 BUSBAR2_Q32_ENABLE_OPEN := TRUE ;
6 BUSBAR2_Q32_ENABLE_CLOSE := NOT ( BUSBAR2_Q32_RULE_11 OR BUSBAR2_Q32_RULE_35 ) ;
B.2.12 IB_Q17.st
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1 IB_Q17_RULE_11 := ( IB_Q51_Q18 AND LINE1_Q12_Q50_Q27 AND BUSBAR1_Q31) OR ( IB_Q51_Q18 AND LINE1_Q13 AND BUSBAR1_Q31) OR
( IB_Q51_Q18 AND LINE1_Q11_Q50_Q27 AND BUSBAR2_Q32) OR ( IB_Q51_Q18 AND LINE2_Q12_Q50 AND BUSBAR1_Q31) OR (
IB_Q51_Q18 AND LINE2_Q11_Q50 AND BUSBAR2_Q32) ;
2
3 IB_Q17_RULE_13 := ( LINE1_Q11_Q50_Q27 AND IB_Q51_Q18 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 OR LINE1_Q12 OR LINE2_Q11 ) ) OR
( LINE2_Q11_Q50 AND IB_Q51_Q18 AND LINE1_Q12_Q50_Q27 AND NOT( LINE2_Q12 OR LINE1_Q11 ) ) OR ( LINE2_Q11_Q50 AND
IB_Q51_Q18 AND LINE1_Q13 AND NOT( LINE2_Q12 OR LINE1_Q12_Q11 OR LINE1_Q11_Q50_Q27 ) ) ;
4
5 IB_Q17_RULE_12 := ( LINE1_Q11_Q50_Q27 AND IB_Q51_Q18 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 OR LINE1_Q12 OR LINE2_Q11 ) ) OR
( LINE2_Q11_Q50 AND IB_Q51_Q18 AND LINE1_Q12_Q50_Q27 AND NOT( LINE2_Q12 OR LINE1_Q11 ) ) OR ( LINE2_Q11_Q50 AND
IB_Q51_Q18 AND LINE1_Q13 AND NOT( LINE2_Q12 OR LINE1_Q12_Q11 OR LINE1_Q11_Q50_Q27 ) ) ;
6
7 IB_Q17_RULE_31A := ( LINE1_Q11_Q50_Q27 AND IB_Q51 AND NOT( ( IB_Q51_Q18 AND LINE2_Q12_Q11 ) OR ( IB_Q51_Q18 AND LINE1_Q12 )
OR ( IB_Q51_Q18 AND LINE1_Q13 ) OR ( IB_Q51_Q18 AND LINE2_Q12_Q50 ) OR ( IB_Q51_Q18 AND BUSBAR2_Q32) ) ) OR (
LINE2_Q12_Q11 AND LINE1_Q12_Q50_Q27 AND IB_Q51 AND NOT( IB_Q51_Q18 ) ) OR ( LINE1_Q11_Q12_Q13 AND IB_Q51 AND NOT(
IB_Q51_Q18 ) ) OR ( LINE2_Q12_Q11 AND LINE1_Q13 AND IB_Q51 AND NOT( IB_Q51_Q18 ) ) OR ( IB_Q51_Q18 AND
LINE1_Q12_Q50_Q27 AND ( LINE1_Q11 OR LINE2_Q11 ) AND NOT( LINE2_Q12_Q11 OR LINE1_Q13_Q11 OR LINE2_Q11_Q50 OR (
LINE1_Q11 AND LINE2_Q12_Q50 ) ) ) OR ( IB_Q51_Q18 AND LINE1_Q13 AND ( LINE1_Q11 OR LINE2_Q11 ) AND NOT(
LINE1_Q11_Q50_Q27 OR LINE1_Q12_Q11 OR LINE2_Q12_Q11 OR LINE2_Q11_Q50 ) ) OR ( LINE2_Q11_Q50 AND IB_Q51 AND NOT( (
IB_Q51_Q18 AND LINE1_Q12_Q50_Q27 ) OR ( IB_Q51_Q18 AND LINE1_Q13 ) OR ( IB_Q51_Q18 AND LINE1_Q12_Q11 ) OR ( IB_Q51_Q18
AND LINE2_Q12 ) OR ( IB_Q51_Q18 AND BUSBAR2_Q32) ) ) OR ( LINE1_Q13_Q11_Q50_Q27 AND LINE2_Q12_Q50 AND IB_Q51 AND NOT
( IB_Q51_Q18 ) ) OR ( LINE1_Q12_Q11 AND LINE2_Q12_Q50 AND IB_Q51 AND NOT( IB_Q51_Q18 ) ) OR ( IB_Q51_Q18 AND
LINE2_Q12_Q50 AND ( LINE1_Q11 OR LINE2_Q11 ) AND NOT( LINE1_Q11_Q50_Q27 OR ( LINE2_Q11 AND LINE1_Q12_Q50_Q27 ) OR (
LINE2_Q11 AND LINE1_Q13 ) OR LINE1_Q12_Q11 ) ) ;
8
9 IB_Q17_RULE_31B := FALSE ;
10
11 IB_Q17_RULE_32 := (BUSBAR1_Q31 AND NOT( ( IB_Q51_Q18 AND LINE1_Q12_Q50_Q27 ) OR ( IB_Q51_Q18 AND LINE1_Q13 ) OR ( IB_Q51_Q18
AND LINE2_Q12_Q50 ) OR ( IB_Q51_Q18 AND LINE1_Q12_Q11 ) OR ( IB_Q51_Q18 AND LINE2_Q12_Q11 ) OR ( IB_Q51_Q18 AND
BUSBAR2_Q32) ) ) OR ( LINE1_Q12_Q11 AND BUSBAR2_Q32 AND NOT( IB_Q51_Q18 ) ) OR ( LINE2_Q12_Q11 AND BUSBAR2_Q32 AND NOT(
IB_Q51_Q18 ) ) OR ( IB_Q51_Q18 AND BUSBAR2_Q32 AND NOT( LINE1_Q11_Q50_Q27 OR LINE2_Q11_Q50 OR BUSBAR1_Q31 OR
LINE1_Q12_Q11 OR LINE2_Q12_Q11 ) ) ;
12
13 IB_Q17_RULE_42 := FALSE ;
14
15 IB_Q17_RULE_52 := ( IB_Q51_Q18 AND LINE2_Q12_Q11 AND LINE1_Q11_Q50_Q27 ) OR ( IB_Q51_Q18 AND LINE1_Q12_Q50_Q27 ) OR (
IB_Q51_Q18 AND LINE1_Q13 ) OR ( IB_Q51_Q18 AND LINE1_Q12_Q11 AND LINE2_Q11_Q50 ) OR ( IB_Q51_Q18 AND LINE2_Q12_Q50 ) ;
16 ;
17 IB_Q17_ENABLE_OPEN := NOT ( IB_Q17_RULE_13 OR IB_Q17_RULE_52 ) ;
18 IB_Q17_ENABLE_CLOSE := NOT ( IB_Q17_RULE_11 OR IB_Q17_RULE_12 OR IB_Q17_RULE_31 OR IB_Q17_RULE_32 OR IB_Q17_RULE_42 ) ;
B.2.13 IB_Q18.st
1 IB_Q18_RULE_11 : = ( IB_Q51_Q17 AND LINE1_Q12_Q50_Q27 AND BUSBAR1_Q31) OR ( IB_Q51_Q17 AND LINE1_Q13 AND BUSBAR1_Q31) OR (
IB_Q51_Q17 AND LINE1_Q11_Q50_Q27 AND BUSBAR2_Q32) OR ( IB_Q51_Q17 AND LINE2_Q12_Q50 AND BUSBAR1_Q31) OR (
IB_Q51_Q17 AND LINE2_Q11_Q50 AND BUSBAR2_Q32) ;
2
3 IB_Q18_RULE_13 := ( IB_Q51_Q17 AND LINE1_Q11_Q50_Q27 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 OR LINE1_Q12 OR LINE2_Q11 ) ) OR
( IB_Q51_Q17 AND LINE2_Q11_Q50 AND LINE1_Q12_Q50_Q27 AND NOT( LINE2_Q12 OR LINE1_Q11 ) ) OR ( IB_Q51_Q17 AND
LINE2_Q11_Q50 AND LINE1_Q13 AND NOT( LINE2_Q12 OR LINE1_Q12_Q11 OR LINE1_Q11_Q50_Q27 ) ) ;
4
5 IB_Q18_RULE_12 : = ( IB_Q51_Q17 AND LINE1_Q11_Q50_Q27 AND LINE2_Q12_Q50 AND NOT( LINE1_Q13 OR LINE1_Q12 OR LINE2_Q11 ) ) OR
( IB_Q51_Q17 AND LINE2_Q11_Q50 AND LINE1_Q12_Q50_Q27 AND NOT( LINE2_Q12 OR LINE1_Q11 ) ) OR ( IB_Q51_Q17 AND
LINE2_Q11_Q50 AND LINE1_Q13 AND NOT( LINE2_Q12 OR LINE1_Q12_Q11 OR LINE1_Q11_Q50_Q27 ) ) ;
6
7 IB_Q18_RULE_31A := ( IB_Q51_Q17 AND LINE1_Q11_Q50_Q27 AND ( LINE1_Q12 OR LINE2_Q12 ) AND NOT( LINE2_Q12_Q11 OR ( LINE1_Q12
AND LINE2_Q11_Q50 ) OR ( LINE1_Q13 AND LINE2_Q11_Q50 ) OR LINE2_Q12_Q50 ) ) OR ( LINE2_Q12_Q11 AND LINE1_Q11_Q50_Q27
AND IB_Q51 AND NOT( IB_Q51_Q17 ) ) OR ( LINE1_Q12_Q50_Q27 AND IB_Q51 AND NOT( ( IB_Q51_Q17 AND LINE1_Q11 ) OR (
IB_Q51_Q17 AND LINE2_Q12_Q11 ) OR ( IB_Q51_Q17 AND LINE2_Q11_Q50 ) OR ( IB_Q51_Q17 AND BUSBAR1_Q31) ) ) OR ( LINE1_Q13
AND IB_Q51 AND NOT( ( IB_Q51_Q17 AND LINE1_Q11_Q50_Q27 ) OR ( IB_Q51_Q17 AND LINE1_Q12_Q11 ) OR ( IB_Q51_Q17 AND
LINE2_Q12_Q11 ) OR ( IB_Q51_Q17 AND LINE2_Q11_Q50 ) OR ( IB_Q51_Q17 AND BUSBAR1_Q31) ) ) OR ( IB_Q51_Q17 AND
LINE2_Q11_Q50 AND ( LINE1_Q12 OR LINE2_Q12 ) AND NOT( ( LINE2_Q12 AND LINE1_Q11_Q50_Q27 ) OR LINE1_Q12_Q50_Q27 OR
LINE1_Q12_Q11 OR LINE1_Q13_Q11_Q50_Q27 ) ) OR ( LINE1_Q12_Q11 AND LINE2_Q11_Q50 AND IB_Q51 AND NOT( IB_Q51_Q17 ) ) OR
( LINE1_Q13_Q11_Q50_Q27 AND LINE2_Q11_Q50 AND IB_Q51 AND NOT( IB_Q51_Q17 ) ) OR ( LINE2_Q12_Q50 AND IB_Q51 AND NOT( (
IB_Q51_Q17 AND LINE1_Q11_Q50_Q27 ) OR ( IB_Q51_Q17 AND LINE2_Q11 ) OR ( IB_Q51_Q17 AND LINE1_Q12_Q11 ) OR ( IB_Q51_Q17
AND BUSBAR1_Q31) ) ) ;
8
9 IB_Q18_RULE_31B := FALSE ;
10
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11 IB_Q18_RULE_32 := ( IB_Q51_Q17 AND BUSBAR1_Q31 AND NOT( LINE1_Q12_Q50_Q27 OR LINE1_Q13 OR LINE2_Q12_Q50 OR LINE1_Q12_Q11
OR LINE2_Q12_Q11 OR BUSBAR2_Q32) ) OR ( LINE1_Q12_Q11 AND BUSBAR1_Q31 AND NOT( IB_Q51_Q17 ) ) OR ( LINE2_Q12_Q11 AND
BUSBAR1_Q31 AND NOT( IB_Q51_Q17 ) ) OR (BUSBAR2_Q32 AND NOT( ( IB_Q51_Q17 AND LINE1_Q11_Q50_Q27 ) OR ( IB_Q51_Q17 AND
LINE2_Q11_Q50 ) OR ( IB_Q51_Q17 AND BUSBAR1_Q31) OR ( IB_Q51_Q17 AND LINE1_Q12_Q11 ) OR ( IB_Q51_Q17 AND
LINE2_Q12_Q11 ) ) ) ;
12
13 IB_Q18_RULE_42 := FALSE ;
14 IB_Q18_RULE_52 := ( IB_Q51_Q17 AND LINE1_Q11_Q50_Q27 ) OR ( IB_Q51_Q17 AND LINE2_Q12_Q11 AND LINE1_Q12_Q50_Q27 ) OR (
IB_Q51_Q17 AND LINE1_Q11_Q12_Q13 ) OR ( IB_Q51_Q17 AND LINE2_Q12_Q11 AND LINE1_Q13 ) OR ( IB_Q51_Q17 AND
LINE2_Q11_Q50 ) OR ( IB_Q51_Q17 AND LINE1_Q12_Q11 AND LINE2_Q12_Q50 ) ;
15
16 IB_Q18_ENABLE_OPEN := NOT ( IB_Q18_RULE_13 OR IB_Q18_RULE_52 ) ;
17 IB_Q18_ENABLE_CLOSE := NOT ( IB_Q18_RULE_11 OR IB_Q18_RULE_12 OR IB_Q18_RULE_31 OR IB_Q18_RULE_32 OR IB_Q18_RULE_42 ) ;
B.2.14 IB_Q51.st
1 IB_Q51_RULE_11 := ( IB_Q18_Q17 AND LINE1_Q12_Q50_Q27 AND BUSBAR1_Q31) OR ( IB_Q18_Q17 AND LINE1_Q13 AND BUSBAR1_Q31) OR
( IB_Q18_Q17 AND LINE1_Q11_Q50_Q27 AND BUSBAR2_Q32) OR ( IB_Q18_Q17 AND LINE2_Q12_Q50 AND BUSBAR1_Q31) OR (
IB_Q18_Q17 AND LINE2_Q11_Q50 AND BUSBAR2_Q32) ;
2
3 IB_Q51_RULE_33 := ( IB_Q17 AND BUSBAR1_Q31 AND NOT( ( IB_Q18 AND LINE1_Q12_Q50_Q27 ) OR ( IB_Q18 AND LINE1_Q13 ) OR ( IB_Q18
AND LINE2_Q12_Q50 ) OR ( IB_Q18 AND LINE1_Q12_Q11 ) OR ( IB_Q18 AND LINE2_Q12_Q11 ) OR ( IB_Q18 AND BUSBAR2_Q32) ) ) OR
( IB_Q18 AND LINE1_Q12_Q11 AND BUSBAR1_Q31 AND NOT( IB_Q17 ) ) OR ( IB_Q18 AND LINE2_Q12_Q11 AND BUSBAR1_Q31 AND NOT(
IB_Q17 ) ) OR ( IB_Q17 AND LINE1_Q12_Q11 AND BUSBAR2_Q32 AND NOT( IB_Q18 ) ) OR ( IB_Q17 AND LINE2_Q12_Q11 AND
BUSBAR2_Q32 AND NOT( IB_Q18 ) ) OR ( IB_Q18 AND BUSBAR2_Q32 AND NOT( ( IB_Q17 AND LINE1_Q11_Q50_Q27 ) OR ( IB_Q17 AND
LINE2_Q11_Q50 ) OR ( IB_Q17 AND BUSBAR1_Q31) OR ( IB_Q17 AND LINE1_Q12_Q11 ) OR ( IB_Q17 AND LINE2_Q12_Q11 ) ) ) ;
4
5 IB_Q51_RULE_41 := FALSE ;
6
7 IB_Q51_RULE_43 := IB_Q18_Q17 AND LINE1_Q13_Q11_Q50_Q27 ;
8
9 IB_Q51_RULE_44 := ( IB_Q18_Q17 AND LINE1_Q11_Q50_Q27 AND LINE2_Q12_Q11 ) OR ( IB_Q18_Q17 AND LINE1_Q11_Q50_Q27_Q12 ) OR (
IB_Q18_Q17 AND LINE2_Q12_Q11 AND LINE1_Q12_Q50_Q27 ) OR ( IB_Q18_Q17 AND LINE2_Q11_Q50 AND LINE1_Q12_Q11 ) OR (
IB_Q18_Q17 AND LINE2_Q11_Q50_Q12 ) OR ( IB_Q18_Q17 AND LINE1_Q12_Q11 AND LINE2_Q12_Q50 ) ;
10
11 IB_Q51_RULE_51 := NOT( IB_Q18 ) OR NOT( IB_Q17 ) ;
12
13 IB_Q51_ENABLE_OPEN := NOT ( IB_Q51_RULE_44 ) ;
14 IB_Q51_ENABLE_CLOSE := NOT ( IB_Q51_RULE_11 OR IB_Q51_RULE_33 OR IB_Q51_RULE_41 OR IB_Q51_RULE_43 OR IB_Q51_RULE_51 ) ;
83
