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UML est un langage de modélisation neutre qui se doit cl être sp 'cialisé au contexte et 
à l'expérience de 1 organisation développant du logici 1. La première partie de ce mémoire 
propose une méthodologie basée sur un sous ensemble cl UML jugé utile par les analy tes et 
développeurs de cette organisation. La définition de "profil II introduite par l'omg autorise la 
spécialisation des éléments d'UML par rapport à un sujet partictùier. Certains outils CASE 
vont plus loin dans cette extension d'UML en définissant la possibilité de développer des 
outils agissant sur le modèle de l'utilisateur. L'organisation peut alors développer des outils 
conduisant le processus de développement en aidant les acteurs du projet dans leur modéli-
sation. Ces extensions de l'outil CASE permettent entre autres d'offrir des modèles de des-
cription ("templates") reconnus par l'organisation, des transformations (semi-)automatiques 
de modèles, des vérifications par rapport aux bonnes pratiques de l'organisation, des aides 
diverses, etc. Ce mémoir reprend dans une seconde partie de telles adaptations portées à 
un outil CASE par rapport à la méthodologie proposée. 
Mots clés : Cycle de vie, Processus logiciel, développement logiciel, UML, extension, 
Profils, outils, méthodologie. 
Abstract 
UML is a neutral modelling language that needs to be specialized to the context and to 
the experience of the specific organisation developing software. The first part of this work 
proposes a methodology based on a subset of UML considered as useful by the analysts or 
developers of this organisation. The description of "profile" introduced by the omg allows 
the specialization of its components with regard to a particular subject. Sorne CASE tools 
go further in this extension of UML, allowing the possibility to develop tools acting on the 
user's model. Therefore, the organisation can develop tools driving software process helping 
the actors of the project in the modelization. These extensions of the CASE tools give the op-
portunity to propose templates of description (used by the organisation) or (semi-)automatic 
transformations of model, checkings in regard to good practises of the organisation, several 
helps, etc. The second part of this work presents the adjustments brought to a CASE tool 
in relation to the methodology proposed. 
Keywords : Life cycle, software proce s, software development, UML, extension, Pro-
files, tools, methodology. 
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Phase du processus de développement ayant pour résultat 
une description structurée des xigences fonctionnelles et non 
fonctionnelles quant au développement mais aussi la descrip-
tion statique et dynamique du domaine concerné par le dé-
veloppement. 
Produit lié à la phase de conception, il a pour but de décrire 
l'organisation des composants du système global, les rela-
tions entre ceux-ci en vue d'accomplir les exigences quant au 
logiciel. Plus précisément, l'architecture logique représentera 
l'organisation des composants du système, des relations entre 
eux en restant indépendant par rapport à la plate-forme, 
l'architecture physique, décrira cette organisation mais du 
point de vue des composants physiques mis en oeuvre pour 
répondre aux exigences. 
"Ensemble de matériels, de services ou sous-ensemble défini 
de ceux-ci, retenu pour la gestion de configuration et traité 
comme une seule entité dans le processus de gestion de confi-
guration" [Jac96j. 
Ensemble des recettes, liste de tests, de façon à permettre au 
client de vérifier un maximum (jamais exhaustif) la confor-
mité du produit livré avec les attentes du client. 
Phase du processus de développement ayant pour résultat la 
production de l'architecture logique et physique. 
Relation entre des éléments de modèles spécifiant des condi-
tions ou des propositions devant être maintenues vraies. Elles 
peuvent être exprimées en langage naturel ou en Object 
Constraint Language. 
Très proche de la notion de processus logiciel, le cycle de vie 
logiciel déroule le processus logiciel dans le temps depuis la 
décision de développer jusqu'à l'exploitation finale du logi-
ciel. 
Ensemble de pratiques destinées à produire le logiciel. 
"Condition ou capacité requise par un utilisateur en vue de 
résoudre un problème ou d 'accomplir un objectif"l610]. 
Exigence quant au logiciel à développer portant sur une fonc-
tionnalité attendue, un objectif que doit accomplir le logiciel. 
16 
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Exigence quant au logiciel à développer n 'ayant pas trait 
à des fonctionnalités du logiciel mai à des contraintes de 
conception ou de réalisation ou encore à des critères de mise 
en service du logiciel etc. 
Stéréotype ou Tagged Definition ou Contrainte. 
"Discipline de management de proj t qui permet de dé-
finir , d'identifier, de gérer et de contrôler les articles de 
configuration tout au long du cycle de développement d un 
logiciel" 1122] . 
Produit attendu d'une activité ou d 'une phase lors du déve-
loppement. 
Prototype développé ayant pour objectif d'illustrer les inter-
faces (fenêtres, pages web, etc.) du logiciel et la navigation 
entre celles-ci ainsi que leur comportement en réaction aux 
actions de l'utilisateur. Ce prototype n'implémente en géné-
ral que les parties visibles de l'application, la logique sous-
jacente aux diverses fonctionnalités étant laissée de côté. 
Modèle destiné à décrire un langage de modélisation. Ce mo-
dèle est lui-même réalisé dans le langage décrit. 
Ensemble de méthodes et de techniques d'un domaine par-
ticulier, en l'occurence, le développement logiciel. Une mé-
thode étant un ensemble de principes, de règles et/ou 
d'étapes permettant de parvenir à un résultat. 
Abstraction de la réalité, le modèle est une vue subjective 
définissant les caractéristiques essentielles jugées pertinentes 
de cette réalité. 
Outil logiciel destiné à assister le développement logiciel. 
Modèle représentant des comportements, fonctionnalités mé-
tiers sans tenir compte des détails issus de choix technolo-
giques. 
Modèle représentant des comportements, fonctionnalités mé-
tiers tenant compte de choix technologiques. 
Description générique, décomposant sur les plans logique ou 
temporel l'ensemble des tâches à accomplir. Des processus 
complémentaires ou spécialisés peuvent servir une méthode 
en fonction du contexte de sa mise en œuvre. 
Processus associé au développement logiciel 
Ensemble d'extensions d'UML destinées à personnaliser 









Opération par laquelle le client reconnaît que le logiciel e t 
conforme au cahier des charges qu il est exploitable, et enfin 
qu'il est opportun de le mettre à la disposition des utilisa-
teurs. 
"Document spécifiant, d 'une manière complète, précise et 
vérifiable, les exigences, la conception, le comportement ou 
d'autres caractéristiques d 'un système ou d un composant, 
et souvent , les procédures pour déterminer si ces éléments 
ont été satisfaits"[610]. 
Méta-élément dont la structure coïncide av c un méta-
élément UML ( constituant une généralisation de ce stéréo-
type). Par exemple, le méta-élément "Classe 11 peut posséder 
des stéréotypes "Objet métier" "Objet persistant" (ceux-ci 
restent des classes). Le stéréotype se distingue de ce méta-
élément par l'usage qui en est fait. A un stéréotype peut-être 
associé des contraintes ou des "Tagged Definition". 
Ensemble de composants organisé pour accomplir une fonc-
tion spécifique ou un ensemble de fonctions, dans le présent 
mémoire, par "système global" (dans le contexte du déve-
loppement logiciel) j'entends système intégrant la notion de 
système d'information, d'acteurs et de composants collabo-
rant dans l'accomplissement des exigences de l'utilisateur. 
Les ta.g définitions servent à spécifier de nouvelles proprié-
tés attachées aux éléments stéréotypés des modèles. Si on 
définit par exemple le stéréotype "manager" sur le méta-
élément classe, on peut définir une Tagged definition sur ce 
stéréotype : isCompetent de type booléen. Une classe sté-
réotypée manager pourra alors avoir une TaggedValue : is-
Competent= True. Ces tag définitions sont très proches de la 
notion de méta attribut et les tagged values proches de la 
notion de valeur de cet attribut. 
Aptitude à retrouver l'historique, l'utilisation ou la locali-
sation d'une entité au moyen d 'identifications enregistrées. 
Lindvall et Snadhall [LS96] distinguent la traçabilité verti-
cale offrant la possibilité de retracer les éléments correspon-
dants entre les modèles des différentes étapes du cycle de 
développement, de la traçabilité verticale offrant la possi-
bilité de retracer les éléments dépendants à l'intérieur d 'un 
modèle. 
Un workproduct désigne une étape dans le processus de déve-
loppement, il est caractérisé par la production d'un livrable 
particulier à son terme (CITI). 

Introduction 
Les méthodologies de développement sont l'objet d 'une remise en cause permanente. 
celles-ci évoluent sans cesse en fonction des réels besoins des analystes, développeurs ou 
chefs de projet. Les méthodologies se doivent de s'adapter également aux nouvelles techno-
logies (comme par exemple les langages orientés objet). On citera par exemple l'apparition 
des méthodologies Agiles venues bouleverser le domaine du processus logiciel en dénon-
çant l'excès de méthode, s'avérant souvent inapproprié dans le contexte de petits projets. 
Ces méthodologies Agile dénoncent encore l'inadéquation entre d 'une part la production de 
documents intermédiaires utilisée comme témoin d 'avancement d 'un projet par les déve-
loppeurs et d 'autre part les attentes du client qui , lui , évaluera le projet d 'après l'utilité 
des fonctionnalités développées. Cette remise en cause des méthodologies se reflète dans le 
choix d'une méthodologie par une organisation. Quels sont les apports et les limites des mé-
thodologies? Quels sont les réels besoins en terme de méthodologie pour une organisation 
désireuse de développer ? 
Le choix d'une méthodologie de développement pour une entreprise, n'est pas une chose 
aisée, la diversité des types de développements pour une organisation, l'hétérogénéité dans 
les aptitudes des développeurs, etc. compliquent ce choix. Par exemple, une méthodologie 
telle Unified Process (UP) basée sur une modélisation UML exige certaines aptitudes de la 
part des développeurs mais aussi de la part du client. Car UML, bien que semi-formel, n'est 
pas toujours jugé aussi intuitif qu'il n'y paraît. 
Ce choix est d 'autant plus complexe que les méthodologies de développement se com-
plètent souvent. Tandis que l'une effectuera des recommandations plus précises sur la gestion 
du risque, la constitution des contrats, d 'autres décriront de manière plus exhaustive l'élici-
tation des exigences, confieront des modèles de description, etc. 
Les organisations qui développent du logiciel se doivent également d 'adapter ces mé-
thodologies, à leur contexte précis, au niveau de maturité de l'organisation, à l'expérience 
interne de l'entreprise ainsi que celle des développeurs ou encore à la nature du projet. Il 
reste donc encore à voir comment cette méthodologie choisie s'articulera dans le contexte 
précis de l'entreprise. 
Le Centre d'Innovation par les Technologies de l'Information (CITI) n'a pas encore fait 
le choix d'une méthodologie ou l'autre pour ses développements au même titre que le choix 
d 'un langage de modélisation. Le CITI est désireux de voir comment s'articulerait une mé-
t hodologie basée sur UML au contexte de son entreprise · et surtout de voir les possibilités 
q uant aux profils UML par rapport à cette méthodologie. 
L'objectif de ce mémoire est double. D'une part, l'idée est de développer une méthodo-
ogie basée sur UML dans une version minimaliste, plus simple que, par exemple, Unified 
P rocess en vue d 'illustrer à quoi ressemblerait la modélisation UML d'un petit projet de 
~PvPlf\nn,:,rn,:,nt intm·no rl11 r'T'T'T /nnolc, ,-1-',~onko TTI,,{T L ' )' 2 ' 1 Q) I) 
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spé ialiser UML à l'expérience aux bonnes pratiques et aux projets propres du CITI étant 
donné le caractère neutre d UML dans sa spécification de base. Cette méthodologie servirait 
de support de cadre à l'adaptation d'un outil CASE. 
D'autre part, le second objectif est lié aux possibilités offertes par UML. Il s'agit de déve-
lopper des outils concrets, un "toolbox", lié à cette méthodologie et aidant les développeurs 
dans leur modélisation ou proposant de nouveaux types d'outils. Ce "toolbox" servirait à 
illustrer le potentiel des profils UML sorte de spécialisation, d'extension d UML, supportés 
par certains outils CASE. Des prototypes d outils ont donc été implémentés en vue d'être 
présentés à la communauté des développeurs. 
Dans le cadre de ces objectifs il était donc requis une certaine démarche quant aux tra-
vaux. L'élicitation des besoins en terme de modélisation pour un projet particulier; l'identi-
fication d'outils pertinents pour le "toolbox" nécessitaient une concertation avec les dévelop-
peurs du CITI. De plus, ces réunions coïncident avec l'ambition d'illustrer un développement 
basé sur UML et les possibilités des profils UML. La démarche adoptée est explicitée au sein 
de ce mémoire. 
La proposition d'une méthodologie pour le CITI requiert, dans un premier temps, l'iden-
tification du cycle de vie des projets du CITI. Ceci constitue le chapitre 2 de ce mémoire, 
prenant place après un bref rappel théorique des cycles de vie classiques au sein du cha-
pitre premier. Le chapitre trois effectuera une brève description du langage de modélisation 
qu'est UML et de ses possibilités d'extension. La méthodologie proposée au CITI, déroulant 
les différents éléments d'UML qu'elle met en oeuvre prend place au sein du chapitre 4. Le 
chapitre 5 a pour objet de décrire les outils rendus possibles par les profils UML et ceux qui 
ont été implémentés spécifiquement pour le CITI en accord avec la méthodologie proposée. 
Chapitre 1 
Modèles de cycles de vie du 
développement logiciel 
1. 1 Introduction 
Depuis l'identification du besoin jusqu'à la livraison finale à l'utilisateur, le produit 
logiciel subit des changements graduels, des transformations. Ce développement constitue 
un processus complexe. Le cycle de vie permet de dérouler dans le temps de tels processus 
en présentant les activités auxiliaires de ceux-ci. 
"Le cycle de vie du processus logiciel permet l 'organisation du travail (découpe), le 
partage des responsabilités, le suivi et la mise en évidence des activités auxiliaires" [Hab02]. 
A ces activités intermédiaires, ou phases sont généralement associés des produits ou livrables. 
Le cycle de vie logiciel, tel que défini par la norme iso 12207, englobe la gestion de 
projet, le pré-développement (identification des besoins de l'utilisateur par opposition aux 
besoins en logiciel établis en phase de développement), développement, post-développement 
(installation, maintenance, retrait etc.) et les processus globaux (gestion de configuration, 
vérification, validation, documentation et formation)[122]. "La partie du cycle de vie logi-
ciel consacrée au développement à proprement parler s 'appelle le cycle de développement du 
logiciel (software development cycle) et correspond au processus de développement du logi-
ciel (software development process). Le cycle de développement du logiciel commence avec la 
décision de développer un logiciel et se termine avec la livraison du logiciel et son installa-
tion "[Str00]. Il est accompagné de processus globaux. 
Dans ce chapitre, je présente quelques modèles classiques de cycle de vie de développe-
ment logiciel, j'illustrerai quelques uns de ceux-ci par des méthodologies de développement 
<lont le cycle de vie présente des similarités avec ces modèles généraux. 
1.2 Les modèles classiques de cycle de vie 
1.2.1 Modèle en cascade 
Le cycle de vie en cascade est une approche "top-down" du processus logiciel inspiré 
::lu modèle conception/production du matériel. Il s'agit d'une succession de quelques phases 
principales où l'output d 'une étape est l'input de la phase suivante. Ce modèle se décline 
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Modèle général 
Analyse d'opportunité / Fais«>ilité 
AMlyse / Spécifications des besoins 
Con:eption 
Implantation 
Mise en selVice I MaintenaKe 
FIG. 1.1 - Modèle de cycle de vie en cascade 
Description des phases 
Lors de l'analyse d'opportunité, le client et les analystes définissent, par le biais d'inter-
views ou d'études de l'existant, un "cadre général pour une éventuelle solution automatisée, 
ainsi que les ressources et technologies à mettre en œuvre"[Hab02]. On y étudiera également 
la faisabilité des solutions envisagées. 
Lors de l'analyse et spécifications des exigences, les analystes, dans cette phase, struc-
turent et formalisent les exigences fonctionnelles et non fonctionnelles du logiciel décrites de 
manière non structurées par le client. 
Lors de la conception, les analystes ( ou architectes informatique) définissent une solution 
logicielle répondant aux diverses exigences. Cette solution est définie, par un ensemble de 
modules liés entre eux permettant de satisfaire, par leur collaboration, aux diverses exigences 
fonctionnelles. Le produit de cette phase est une architecture logique, indépendante de la 
plate-forme, la description détaillée des structures de données, les algorithmes à produire, 
les interfaces. 
Lors de l'implantation, on dérive de l'architecture logique une architecture physique 
en considérant les exigences non fonctionnelles du client ou le savoir-faire de l'architecte 
informatique. Le produit de cette phase est une architecture physique et le codage par 
les programmeurs des modules dans la technologie choisie. Cette phase a également pour 
objectif la vérification des modules par des tests et l'intégration des divers modules devant 
être testée également. 
Lors de la mise en service et de la maintenance, le logiciel, une fois implanté sur l'en-
vironnement d'exploitation réel, peut être amené à évoluer au sein de son environnement 
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développé. Enfin. le fournisseur peut, également parfois être amené à assurer les formations 
au client. 
Avantages 
- Simplicité, clarté du processus 
- A permis une discipline du processus de développement !Hab02l 
- Mise en évidence des points de contrôle [Hab02J 
Inconvénients 
- Tentative de développer un système d information en un coup. 
- Rigidité des phases. 
-- Pas de prototype des interfaces Hommes-Machines, l'ergonomie n'est découvert par 
l'utilisateur qu'au terme du processus. 
Sorte de "Trou noir" du début à la fin pour l'utilisateur. 
Abus de certaines sociétés légitimant certains excès de prestations par cette méthode. 
- Erreurs découvertes trop tard. 
- "Points de contrôle basé uniquement sur la production d 'un document" [Hab02] 
écessité d'avoir un produit complet au terme d'une phase pour commencer la suivante 
est parfois peu faisable. 
- Eloignement de l'utilisateur. 
Un exemple de variante : Merise [Sob97] 
Merise est une méthodologie du processus logiciel d'origine française. Le modèle de cycle 
de vie sous-jacent à cette démarche, tout en étant un modèle en cascade du point de vue de 
sa forme, diffère sur quelques éléments du modèle général présenté ci-dessus. En tant que 
méthodologie, Merise effectue des recommandations plus exhaustives pour chacune de ses 
phases. 
Eh>d, cl, (mobilité 
M»e ell oeuvte 1 Mam!el'IIUICe 
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pouvant être retirés du projet. On y vérifie que les ressources à mettre en œuvre (humaines 
technologiques, financières , etc.) peuvent effectivement être affectées au projet [Sob97[. 
L Etude préalable a pour objectif la définition des b soins et des objectifs retenus pour 
le nouveau système. On y décompose le système d'informations en un ensemble de modules 
et de structures de données. 
L Etude détaillée a pour objectif la description détaillée des fonctionnalités au niveau de 
chaque module. 
La Réalisation a pour objectif l'élaboration du code des divers modules et l'intégration 
de ceux-ci. On y effectue également les tests unitaires et/ ou les tests systèmes ( effectués sur 
l'ensemble du produit fini et établis par rapport aux exigences initiales) . 
La Mise en œuvre et la maintenance consiste en la phase de déploiement vers le nouveau 
système et l'éventuelle formation aux utilisateurs. On y retrouve également de la mainte-
nance corrective/ adaptative ( correction d'erreurs techniques) et évolutive (par rapport aux 
propositions des utilisateurs). 
1.2.2 Modèle avec prototype à jeter 
Ce modèle de cycle de vie tente de répondre à certains problèmes cités ci-dessus ( éloi-
gnement de l'utilisateur) en proposant à l'utilisateur une meilleure visibilité sur les spécifi-
cations des exigences. Le prototype est dit jetable car son but est de vérifier la conformité 
aux exigences, celui-ci est reconstruit en tenant compte des remarques des utilisateurs. La 
description qui en est faite ici est inspirée de [Hab02]. 
Modèle général 
Allllystcfoppomwté/Flis,i,ilité 
Oêblirahon dt pmlotypt 
FIG. 1.3 - Modèle de cycle de vie avec prototype à jeter 
Avantages 
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Inconvénients 
- Rigidité du iodèle en cascade 1Hab02l. 
Réalisation du prototype peut s avérer fastidieuse et coûteuse car relativement tôt 
dans le cycle de vie. 
1.2.3 Modèle en V 
Le modèle en V est issu du modèle en cascade. Ce modèle rend explicite les phases de 
validation des différents produits par les tests et met en correspondance produits et tests 
associés !Hab02, Sob97J. 
Modèle général 
AM.lyse de fllW>w!ë lnstallsuon et lent système 
T e::rts d'ecœpte.hon 
FIG. 1.4 - Modèle de cycle de vie en V 
Avantages 
- "Validation rendue explicite" [Hab02] 
- "Met en évidence la symétrie entre les phases du début de cycle de vie et celles de fin 
de cycle de vie" [Hab02J 
nconvénients 
- Mêmes inconvénients que le modèle en cascade. 
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1.2.4 Modèle incrémental 
Ce modèle est également issu du modèle en cascade , toutefois la conception et l'implan-
tation se fait par incrément. On identifie des sous parties du logiciel pouvant être livrées. 
Les différentes parties sont développées, testées et livrées selon différentes priorités. La des-
cription qui en est faite ici est inspirée de IHab02, Sob97 Vic00 Roq02l. 
Modèle général 
r-,, 
c.o..,,pbondo bautnMau o,cept1>od!taùl!1 [ l'lognauul1>0] [ Ttsls] 
Coo,ctpl,oodo haut""'" F•ptionditaill,;,][~) 
FIG. 1.5 - Modèle de cycle de vie incrémental 
Avantages 
- Meilleure utilisation des ressources pour le processus logiciel, les architectes informa-
tiques et programmeurs réalisent les mêmes phases de parties différentes. 
- L'intégration est incrémentale et donc plus aisée. 
- Meilleure visibilité par le client, la livraison s'effectue partie par partie. 
Inconvénients 
- Architecture logicielle spécifique au modèle incrémental, il ne s'agit pas nécessairement 
de la meilleure architecture. 
- Risque de devoir remettre en cause une partie déjà livrée. 
Exemple: Rapid Application Development (RAD) 
Rapid Application Development (RAD) est un cycle de vie de développement dont les 
objectifs sont la rapidité, la qualité et le faible coût du développement. La description qui 
en est faite ici est inspirée de [Sob97, Vic00]. 
Les phases d'initialisation, de cadrage et de design, sont similaires au cycle de vie en 
cascade tandis que la réalisation proprement dite permet un parallélisme du travail , il s'agit 
d 'zzno onn,·ooho jnorérnantola d,, ~~nnornn'",._ 
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RAD se base sur les outils CASE "la génération de code la vérification de cohé-
rence et d 'intégrité procurée par ceux-ci fa ·ilitent le développement RAD"ISob97J. La 
génération de prototype par exempl , est facilitée, permettant à 1 utilisateur de voir, 
par ce biais, 1 évolution du développ ment. 
- RAD se base sur des équipes Hybrides· ces équipes, constituées de 6 à 7 personnes 
ont un rôle à la fois d 'analyste, de "designer" et de programmeurs. 
- RAD se base également sur une gestion de projet devant permettre l extraction 
rapide des besoins auprès de l'utili ateur. La gestion d'un développement de type 
RAD se fait par l'utilisation de "timeboxing" (Technique de planification basée sur le 
respect d 'un délai butoir et conditio nant la dimension temporelle du projet RAD). 
- RAD se base également sur un prototypage itératif impliquant fortement l'utilisa-
teur. Le Rad est en effet caractérisé par une validation permanente garantissant, pour 
chaque ajout de fonctionnalité , la conformité aux besoins. 
Le cycle de vie RAD se décompose en 5 phases : Les chiffres sont issus de [Vic00J. 
- L'initialisation représente environ 6 % du projet en charge, l'objectif est de spécifier 
les exigences dans leurs grands traits . On organise les groupes de travail auxquels sont 
assignés des thèmes. 
- Le cadrage représente environ 9 % d projet. L'objectif est de spécifier les exigences 
quant à l'application. Ceci se réalise grâce à des réunions Joint Application Develop-
ment (JAD) où utilisateurs et développeurs se rencontrent dans la cadre d 'un brains-
torming en vue d'identifier les besoins initiaux pour chaque thème. Lors du Cadrage 
on verrouille les exigences, les budgets, les délais et la solution globale sur les plans 
stratégiques, fonctionnels, technologiques et organisationnels. 
- Le design représente environ 23 % d projet. L'objectif est ici d'élaborer un modèle 
détaillé des fonctions à développer. Différentes réunions de travail sont organisées en 
vue de décomposer ces fonctions métiers et de définir le modèle de données associé. 
Pour les fonctions les plus critiques, un prototype est développé en se basant sur la 
définition des besoins réalisée à ce niveau du développement. Le travail est réalisé en 
parallèle par les différentes équipes. 
- La construction représente 50 % du projet. Lors de cette phase , les développeurs 
élaborent l'application module par module, l'utilisateur participe toujours au dévelop-
pement en validant les prototypes. Plusieurs sessions itératives sont nécessaires. 
- La finalisation représente 12 % du projet. L'objectif poursuivi est d'officialiser une 
livraison globale à l'utilisateur et de transférer le système en exploitation et mainte-
nance. (Mise en œuvre sur le site pilote) 
Du point de vue de la qualité du développement, RAD prévoit un suivi rigoureux de la 
::iualité fonctionnelle par les rapport de "Focus" et le suivi des divergences [Vic00J . Les 
'Focus" constituant les réunions de tous les intervenants du projet , le but en est d'offrir 
..me visibilité maximale sur l'avancement des travaux, de permettre une validation globale 
ies principes et de "lever" les principaux risques. Outre ces réunions de focus , des réunions 
'Jalons Zero defaul t 11 peu vent être planifiées entre les focus ( revue de code + intégration + 
.ralidation par l'utilisateur de base). Ceci permet après une étape importante de contrôler 
'avancement du projet en terme de qualité et de visibilité. 
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FIG. 1.6 - Suivi de la qualité du développement RAD [Vic00] 
Exemple : Unified Process (UP) [Roq02, SA02) 
U nified Process ou processus unifié en français est un processus de développement logiciel 
itératif et incrémental centré sur l'architecture, guidé par les cas d 'utilisation et piloté par les 
risques . UP est plus qu'un simple cycle de vie, il s'agit d'une méthodologie complète liée à 
un langage de spécification des exigences (UML) et complétée de diverses recommandations. 
La méthodologie basée sur UML proposée_ au chapitre 4 est inspirée du processus unifié. 
Caractéristiques du Processus Unifié (Roq02) 
- Itératif et incrémental : le projet est découpé en itérations de courte durée ( environ 
1 mois) au terme desquelles une partie exécutable du système final est produite et 
intégrée de façon incrémentale (par ajout). 
- Centré sur l'architecture : tout système complexe doit être décomposé en parties mo-
dulaires afin d 'en faciliter la maintenance et l'évolution. 
- Piloté par les risques : les risques les plus importants du projet doivent être identifiés 
au plus tôt et levés le plus rapidement possible. Les mesures à prendre dans ce cadre 
déterminent l'ordre des itérations. (On détermine des priorités sur les parties). 
- Guidé par les cas d'utilisation : les exigences fonctionnelles de l'utilisateur condi-
tionnent le processus. 
Les phases du Processus Unifié Le processus Unifié s'organise autour des 4 phases 
suivantes : 
- La phase d'initialisation a pour objectif de définir la vision du projet, sa portée et sa 
faisabilité. 
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- La Construction consiste en la conception et l implémentation des éléments opération-
nels. 
- La phase de transition consiste au déploiement sur le site pilote à la formation des 
utilisateurs et aux tests. 
Chacune de ces phases est elle-même décomposée séquentiellement en itérations d 'une 
durée de deux à 4 semaines. Le système développé est, au terme de chaque itération, affiné 
et augmenté. Il existe un certain nombre d 'activités r'alisées au cours de ces phases, il 
s'agit du business modeling (Modélisation du métier), de l'étude des besoins, de l'analyse, 
de la conception, des tests et de l'implémentation, mais il s'agit aussi de la gestion de 
configuration, de la gestion de projet ou de l'environnement. En phase d'initialisation, il 
s'agira essentiellement d'activités telles la modélisation du métier concerné ou encore l'étude 
des besoins qui se verront accomplies plutôt que l'implémentation. 
IJisdpllnes 
. 8uslness Modeltng ______ _ 
Requlrements 





j! Tranllîtton ! · 
; ' e 
. 
' . . 
--------------------..--------------------------
' . . . 
' 
conf'll_luretlon 
& Change Hgmt ' 
ProJect Management -o - ; ◄ ,_ 
Environment i----ia----~-----.,..~--1 
FIG. 1.7 - Les deux dimensions du processus unifié 
1.2.5 Modèle transformationnel 
Ce modèle est basé sur l'hypothèse qu 'il existe un moyen de convertir/transformer une 
:::ipécification formelle en un programme qui satisfait automatiquement à cette spécification. Il 
3'agit alors d 'élaborer une première spécification formelle , puis par une transformation auto-
matique d'en dériver un code satisfaisant pleinement aux spécifications. Le code peut ensuite 
§tre optimisé de telle manière qu'il respecte toujours la spécification. Une expérimentation 
:ie ce code permet de déterminer les ajustements pouvant être portés à la spécification for-
melle établie précédemment et de réitérer les différentes opérations jusqu'à obtenir un code 
3atisfaisant pleinement aux spécifications formelles et aux exigences du client [Str00]. 
- - - - - - - - - - -----
30 Modèles de cycles de vie du développement logiciel 
Modèle général 
SpéçifqtiollS formelles : 
T ruisfonnafun initiale 
Q2!k; 
[Niveauij Indicateurs tfoI)tirn.isation: 
Truisformation/optimisation 
Code: 
[Niveau i + 1] 
Expérimentation 
Ajustements: 
FIG. 1.8 - Modèle de cycle de vie transformationnel 
Avantages 
- Automatisation du développement. 
- Facilités offertes par les outils case. 
- Validation du développement par un raisonnement formel. 
- "Intégrité du code préservée, celui-ci n'est pas modifié directement"[Str00j. 
Inconvénients 
- Exige des aptit udes particulières de la part des développeurs. 
- "Les transformations automatiques ne sont disponibles que pour de petits problèmes"[Str00J . 
1.2.6 Modèle en spirale 
Le modèle en spirale est un modèle cyclique incluant la notion de niveau de produit 
selon le cycle dans lequel il se trouve. A chaque niveau du produit l'accent est mis, dans 
ce modèle sur la gestion du risque. A chaque cycle, on identifie les objectifs, contraintes et 
alternatives. Ces dernières sont évaluées. On identifie les risques et tentons de les résoudre. 
Le produit est testé et le prochain cycle planifié. Le produit est au fur et à mesure des cycles 
ajusté pour correspondre à terme aux exigences du client [Hab02, Sob97]. 
1.3 Conclusion 
Modèle général 
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FIG. 1.9 - Modèle de cycle de vie en spirale 
Avantages 
Diminution du risque 
Validation à chaque cycle, ajustement avec le client. 
Adapté si les besoins sont peu clarifiés. 
Inconvénients 
- Inadapté si les besoins sont clairement identifiés. 
1.3 Conclusion 
Chaque modèle de cycle de vie comporte ses avantages et ses inconvénients, chacun de 
es modèles naît de la remise en question d'un autre modèle. Alors que le modèle de cycle de 
vie en cascade souffrait de sa linéarité et du risque associé ainsi que du manque d'implication 
de l'ut ilisateur, le modèle avec prototype tentait d 'impliquer plus l'utilisateur. Les modèles 
itératifs ou incrémentaux, quant à eux permettent une meilleure gestion en affectant plus 
::l'importance à certaine partie et une vue plus aisée de l'avancement du projet ou encore 
--1.ne meilleure utilisation des ressources. 
- - - - - - - --- -----

Chapitre 2 
Cycle de vie des développements CITI 
2.1 Introduction 
L'outillage au processus de développement du Centre d'innovation par les Technologies 
de l'Information (CITI) requiert la formalisation du cycle de vie utilisé. Ceci en vue d'essayer 
d'identifier les livrables à produire au terme de chaque phase et de produire éventuellement 
des modèles de description type ( 11template 11 ) , règles méthodologiques ou d'autres outils 
pouvant guider et par là faciliter les développements. 
Le cycle de vie des développements au CITI n'est actuellement pas formalisé . Les déve-
loppements ne possèdent pas une démarche commune. La difficulté d'une telle formalisation 
réside dans la nature même des développements, qui, par opposition à des développements 
industriels, implique une certaine hétérogénéité dans la manière de développer. La nature 
des projets d'innovation complique la tâche de formalisation d'un cycle de vie.([Bod02]). 
Toutefois, le cycle de vie, la méthodologie ainsi que les adaptations faites à l'outil CASE 
concernent de petits projets développés en interne ( dont le client est le CITI) , et dont la na-
ture relevant de problèmes de gestion comme décrit dans [Déc02] (informatique de gestion) 
et non pas le cadre général des développements faits pour le compte de clients externes. 
Afin de proposer un outillage au processus de développement, il a donc été nécessaire 
d'essayer d'identifier quelque peu, dans une première phase, des éléments communs à tous 
les projets dans la démarche utilisée pour développer, en vue d'essayer de proposer un cycle 
de vie "plus ou moins" adapté aux différents projets selon leur nature. Il est important de 
préciser ici l'objectif. En effet, la finalité n'est pas de formaliser un cycle de vie des projets 
<le développements du CITI mais bien d 'établir un modèle de base, un support en vue 
<l'illustrer les possibilités d'UML, illustrer à quoi pourrait ressembler un projet modélisé en 
UML et les possibilités d'adaptation d 'un outil case en se basant sur ce modèle. Le cycle de 
vie repris est donc ici une description des phases et des activités liées incombant aux 
acteurs du développement et liées au processus de développement logiciel sans considérer les 
processus globaux ([122] : gestion de projet, gestion de configuration, etc.) accompagnant le 
développement. Egalement, ce cycle de vie n'est pas figé sous l'angle d 'un ordonnancement 
particulier de ces activités. 
Le cycle de vie devait logiquement se tourner vers une approche plus classique avec une 
production de livrables intermédiaires bien établis, en effet, un cycle de vie d'une métho-
:lologie Agile, par exemple, ne formalisant pas ses exigences, s'avérerait peu pertinent pour 
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2.2 Démarche d'identification du cycle de vie 
Développer un modêle de cycle de vie et une méthodologie UML pour le CITI requiert 
une démarche particuliêre. Il a été, en effet nécessaire de procéder par interviews et réunions 
en vue d identifier les pratiques, habitudes et étapes dans les développements du CITI ou 
en vue de proposer de nouvelles choses. 
2. 2 .1 Interview 
Lors d'une interview avec Marc Krystkowiak, un cycle de vie des développements CITI 
a été décrit. Il a été utilisé sur le proj t Opal (Outillage au Processus d 'Acquisition Logi-
ciel) qui se veut être un outil dont l'objectif principal est d'assister le consultant dans la 
réalisation d'un cahier des charges par une capitalisation des connaissances des consultants. 
(L'outil permettrait de produire et de réutiliser des modêles types de description d 'exigences 
fonctionnelles ou non fonctionnelles, modèle de cahier des charges ainsi que des fonctionna-
lités avancées de publication d'appel d'offres et d'évaluation de ceux-ci). Le CITI a cherché 
à élaborer un cycle de vie relativement formel pour ce projet. Le langage de spécifications 
des exigences choisi a été UML. 
On y retrouve trois grandes caractéristiques à savoir : 
- Une scission entre d'une part la formalisation des exigences fonctionnelles et d'autre 
part, une première idée de réalisation, de solution pour celles-ci. (WP2 et WP5) 
- La réalisation d'une maquette et d'une validation par le client 
- Une organisation quant à l'implémentation inspirée du RAD 
Cycle de vie du projet OPAL 
Le déroulement du projet Opal se détermine à partir de 10 "WorkProducts" (WP) li-
néaires ou entrelacés dont la terminaison est réalisée par la production d'un livrable par-
ticulier, spécifique (Il existe certains modêles de description, exemple : un modêle pour le 
plan qualité du projet). Ceci est issu d'un document interne au CITI [Lei02]. 
WPO. Conduite et gestion qualité du projet 
Cette tâche a pour résultat essentiel le plan qualité projet ce livrable contient la "défini-
tion et le suivi des dispositions à prendre dans le cadre du projet afin d'en assurer la qualité 
et d'atteindre les résultats attendus "[Lei02]. Ce workproduct accompagne le processus de 
développement proprement dit, il relêve de la "gestion qualité logiciel" associée au processus 
global de validation et vérification [122] 
WPl. Lancement projet, Evaluation du travail 
Il s'agit ici de décrire le planning du projet, identifier les points d'arrêt où une validation 
sera nécessaire. 
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WP2. Spécifications fonctionnelles détaillées 
Ce workproduct est associé au développement proprement dit, il s 'agit ici d'élaborer la 
spécification des exigences fonctionnelles de l'outil. Cette description devra être structurée, 
modélisée n UML. 
WP3. Maquettage de l'application OPAL 
Une maquette reprenant les interfaces de I outil sera le résultat essentiel, elle sera réalisée 
à partir du résultat de wp2. 
WP4. Validation de la Maquette OPAL 
Le résultat de ce workproduct est la validation des écrans et des principales fonction-
nalités par le client ainsi que la définition des grandes orientations stratégiques par rapport 
à l'outil par le comité de pilotage. Les exigences fonctionnelles ne sont donc pas validées à 
partir du modèle UML qui en est fait mais plutôt à partir de la maquette. 
WP5. Conception détaillée (phase de Design) 
Il s'agit ici d'élaborer dans un premier temps l'architecture logique d'Opal puis dans un 
second temps l'architecture physique. 
WP6. Mise en place de l'organisation de développement(implémentation) 
Ce workproduct a pom principaux résultats la définition des règles de programmation, la 
gestion de configuration, le planning de développement et la liste des indicateurs du projet 
et des modes de surveillance. 
WP7. Développement 
Principaux résultats : version 1.0 de OPAL L'implémentation s'effectue pour le pro-
jet Opal d'après quelques recommandations effectuées par la méthodologie RAD (!Bod02]) 
concernant le suivi de la qualité comme présenté à la figure 1.6 . 
WP8. Documentation 
Le résultat de ce workproduct est la documentation du code, la réalisation d'un guide 
utilisateur. 
WP9. Cahier des recettes 
Le résultat de ce workproduct est le cahier des recettes. (Ensemble des recettes, liste de 
tests, de façon à permettre au client de vérifier un maximum (jamais exhaustif) la conformité 
u produit livré avec les attentes du client, il permet au client d'établir une vérification 
d'aptitude du logiciel). 
Il s'agit également d'une aide à la démarche d'appropriation des utilisateurs par des ac-
tions de sensibilisation, des compléments de formation ou encore des mesures de satisfaction. 
WPl0. Mise en exploitation et Identification des contraintes de maintenance 
L'objet de ce workproduct est le packaging de l'outil la définition de la politique de 
,icence ainsi que les procédures de mise à jour de logiciel. 
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2.2.2 Réunions : propositions de cycles de vie, remarques, validations 
Beatrix Barafort, Jean-Philippe Bodelet, Stefan Leidner 
La formalisation du cycle de vie s est accompagnée de 3 réunions de discussion en vue 
de retirer les éléments intéressants de normes, de modèl · de cycles de vie classiques et d 
confronter ces éléments avec les expériences des développements au CITI tel Opal. 
2.2.3 Groupe de travail (GT) : Réunion avec les développeurs 
Lors de ce groupe de travail, j'ai présenté l ébauche de cycle de vi réalisée en vue de 
sensibiliser ceux-ci aux travaux futurs consistant à essayer d'outiller ce cycle de vie utilisé 
en tant que support pour le développement de ces outil. . 
2.3 Cycle de vie de développement proposé 
2.3.1 Résumé 
Une première caractéristique de ce cycle de vie est de décomposer les spécifications des 
exigences fonctionnelles en trois niveaux. Le premier niveau étant une description de l'exi-
gence par les relations qu'aurait l'utilisateur final avec, non pas l'application proprement 
dite, mais le système dans sa globalité en tant que boîte noire, c'est-à-dire un système in-
tégrant les divers autres acteurs, composants matériels et logiciels pouvant collaborer à la 
réalisation de l'exigence fonctionnelle. L'objectif de la première étape consistant à identifier 
correctement les exigences fonctionnelles par le client (qu'est ce qu'on veut?). Le second ni-
veau étant la description de l'exigence par les interactions entre l'utilisateur et les différents 
éléments (Acteurs secondaires, appareil particulier, etc.) du système global dont notamment 
le système d'informations proprement dit, toutefois on ne décrira toujours pas au cours de 
cette seconde étape, le fonctionnement interne du SI. On cherche à établir ici comment on 
peut organiser le système, ce qu'on peut demander à l'utilisateur, au SI ou à d'autres compo-
sants pour réaliser l'exigence fonctionnelle. Le troisième niveau consistant à ouvrir la boîte 
noire faite sur le système d'informations, on a alors une description de l'exigence par toutes 
les relations, interactions mises en oeuvre entre l'utilisateur, les composants externes au SI, 
les composants du SI. Cette troisième étape correspondant à l'identification d'une solution 
(Comment va fonctionner le Système global pour répondre à l'exigence fonctionnelle?). 
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FIG. 2.1 - Description d'une exigence selon la phase 
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Une seconde caractéristique, tient compte de la nature des projets du CITI dont le 
contexte requérant une validation par le client implique la création d'un prototype et la 
prise en compte d'adaptations nécessaires en "cours de route". 
Enfin, ce cycle de vie a également la particularité de verrouiller la formalisation des 
besoins avant l'implémentation. Seule l'implémentation proprement dite se voit découpée 
selon les priorités (à l'image d'Opal, on spécifie l'ensemble des exigences fonctionnelles en 
UML puis on établit les priorités et seule l'implémentation est découpée en morceaux plus 
petits selon les priori tés). 
Avant de décrire plus en détail le cycl de vie comme support à l'adaptation de l'outil 
CASE, notons la souplesse qu'apporte une telle adaptation, en effet d'autres solutions sont 
possibles. Le déroulement proprement dit des activités n'a pas d'importance dans le cadre de 
l'outillage CASE mais plutôt le contenu des livrables intermédiaires, etc. Si par exemple, au 
terme d'une première identification des exigences correspondant à la "capture des besoins" , 
on choisit d'effectuer les activités suivantes pour chaque sous-partie et pouvoir livrer par 





Cycle de vie des développements CITI 
A. Capture des besoins 
2. Formalisation des exigences 
3. Validation Completude et cohérence 
<<description>> 
A partir d'lll\e première identiflealion des 
exigences, il est égalerœnt possible de réaliser 
les ectivités suive.nies par "sous-parties" (per 
exigence fonctionnelle par exemple) du 
produit de 1. 
Toutefois, dans le cadre de routillage Case, la 




B. Description détaillée des exigences 
1. Description détaillée par exigence 2. Développement de la maquette 
3. Validation 
C. Conception 
1. Spécifications des éléments d'architecture : Modèle indépendant de la plateforme 
Décomposition en couche Spécifications détaillées de choque couche 
2. Spécifications des éléments d'architecture (Moclè.le spécifique àla plateforme) 
D. Implémentation 
<<description» 
Selon la teille du projet, identification des risques relatifs à chaque 
partie (Le usecae peut coincider avec 111\e pertie si UML a été choisi), 
classification des différentes psrties selon un ordre de priorité, 
implémentation par partie. 
FIG. 2.2 - Modèle de cycle de vie proposé 
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2.3.2 Description détaillée des phases 
A. Capture des exigences 
A. 1 Interviews 
- Acteurs : Client, Experts du Domaine 
- Description : Cette phase consiste pour l analyste grâce à son savoir-faire, à in-
terpréter et comprendre ce que veut le client. L'analyste s'approprie le contexte du 
projet et le domaine. Il elicite les exigences du client. L'analyste est considéré dans 
cette tâche comme l 'interprètc entre le client et le développeur. 
- Techniques : Interviews, Entr vues avec le client, Observations, Etudes de !'Existant. 
- Résultat : Liste de besoins d 'exigences sur le système, de connaissances sur le do-
maine, et de contraintes non fonctionnelles sous forme informelle. 
A. 2 Formalisation des exigences 
- Acteurs : Analyste 
Description : Il s'agit ici de déterminer quels services les utilisateurs vont attendre 
du système et quels services ne feront pas partie du système (Il s'agit d'exigences 
utilisateur par opposition avec des exigences logicielles). Il s'agit d'une approche 11 black 
box 11 sur le système global, lors de la description des exigences. On décrit les relations 
entre l'utilisateur et un système global. Par système, on entend système global tel que 
défini plus haut. L'Analyste devra également décrire le domaine métier concerné par 
le développement. Les tâches incombant à l'analyste sont donc ici : 
- Le choix d'un langage de spécification. 
- La transcription formalisée et structurée des exigences fonctionnelles et non fonc-
tionnelles (délimitation des frontières du système). 
- Description des acteurs principaux interagissant avec le système global. 
- Description du domaine. 
Techniques : Langage de Spécification simple/ lisible : UML., la partie Système est 
vue comme une boîte noire. 
Résultat : Le résultat doit être un support de validation pour le client ce qui implique 
un langage de spécification compréhensible par l'utilisateur, ou un rephrasage lors de 
la validation 
- Formalisation des exigences fonctionnelles et du domaine. 
- Formalisation des coopérations possibles entre 1 utilisateur et le système pour chaque 
exigence fonctionnelle. 
- Formalisation des exigences non fonctionnelles 
- Description des acteurs. 
A. 3 Vérification complétude et cohérence 
- Acteurs : Analyste 
- Description : L'Analyste vérifie la complétude et la cohérence, il tente de lever les 
éventuelles ambiguïtés. 
- Techniaues : MisP. P.TI P.VÏnP.nr.P. nP. confüt do lacJJP PS 
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A. 4 Validation 
Acteurs : Analyste Client 
- Description : Validation par le client des documents précédents en terme de confor-
mité avec ses exigences et on domaine. 
- Techniques : Rephrasage, simulation. 
- Résultat : Accord de toutes le parties/ Remarques -> Réitération. Documents pré-
cédents validés. 
A. 5 Traçabilité 
- Acteurs : Analyste 
Description : Il est nécessaire d'établir un mécanisme permettant de tracer les élé-
ments de description textuelle élicités lors des interviews et les éléments formalisés. 
Cette activité accompagne les activités précédentes. 
- Techniques : Matrice Outil paramétré, etc. 
- Résultat : Matrice de traçabilité / Outil paramétré 
Exemple de matrice de traçabilité si on choisit UML comme langage de spécifications 
[RV00[: 
Exigence 1 Exigence 2 Exigence 3 
Use case A Scénario 1 X 
" 
Semario 2 X 
Scénario 3 X 
Use case B Scénario 1 
Scénario 2 X 
FIG. 2.3 - Matrice de traçabilité UML 
B. Description détaillée des exigences 
B. 1 Description détaillée des exigences 
- Acteurs : Analyste 
Description : On passe des exigences sur le système à des exigences logicielles ( du SI) 
et sur d'autres composants du système global (acteur, composant matériel). La des-
cription de ces exigences est alors faite par la description des messages échangés entre 
les différentes composantes du système global pour réaliser l'exigence fonctionnelle. 
L'Analyste devra également affiner sa description du domaine. 
Techniques : Sur base des documents établis précédemment. La partie SI est vue 
comme une boîte noire. 
Résultat : 
- Description du système global et description détaillée des éléments du système glo-
bal. (Composants, SI, de nouveaux acteurs, (utilisateur)). 
- Description détaillée des objets métiers. 
- Affinement de la description des exigences fonctionnelles faites en A. 2, on décrit 
chaque exigence fonctionnelle par les interactions entre composants acteurs et sys-
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B. 2 Développement de la maquette 
- Acteurs : Analyste. Développeurs 
- Description : Réalisation des IHMs sur papier, Modélisation sous un outil et géné-
ration de prototype des interfaces homme-machine 
- Techniques : Outils de générations de fenêtres. 
Résultat : Maquette des IH 1 ·. 
B. 3 Validation 
- Acteurs : Analyste Client 
Description : Validation par le Client de la maquette en terme de fonctionnalités 
recouvertes. 
- Techniques : Réunions de démonstration. 
- Résultat : Rapport des remarques, compte rendu de réunion. 
B. 4 Traitement des remarques 
- Acteurs : Analyste 
- Description : Prise en compte des remarques éventuelles faites lors de la validation. 
Adaptation de l'analyse. Réitération si nécessaire. 
- Techniques : / 
- Résultat : Documents précédents mis à jour. 
B. 5 Traçabilité 
- Acteurs : Analyste 
- Description : Mise à jour de la traçabilité 
- Techniques : Matrice, outil paramétré. 
- Résultat : Matrice de traçabilité, outil paramétré. 
C. Conception 
C. 1 Spécifications des éléments d'architecture (Architecture logique) 
- Acteurs : Architecte informatique 
- Description : Description détaillée des composants de l'architecture en terme de 
couches (BusinessData, View, BusinessControl, etc.) présentant une cohérence interne. 
- Techniques : Savoir-faire de l'architecte informatique. 
- Résultat : Identification et description formelle de chacun des composants globaux 
de l'architecture. 
Exemple de décomposition de l'architecture : 
- Conception détaillée de la modélisation des données. Il peut s'agir d'un schéma En-
tité/ Association, Diagramme de classe (UML), etc. 
- Conception détaillée de l'architecture de la couche logicielle de l'IHM (View) 
- Conception détaillée de l'architecture de la couche logicielle métier (Business Logic). 
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Conception détaillée de la couch applicative. Ils agit de la couche chapeau, contrôlant 
les autres couches. 
C. 2 Spécification des éléments d'architecture {Architecture physique) 
- Acteurs : Architecte informatique 
Description : Il s'agit ici de décrire l'architecture des composants physiques, des 
technologies et des outils 
Exemple: Swing- > JSP- > Java- ~ JDBC- > ORACLE etc. (<> Couche de données 
couche métier, etc.) 
Techniques : Lié au savoir-faire de l'architecte informatique. Les choix de technologies 
peuvent également découler de contraintes de conception identifiée lors de la captur 
des besoins du client (Exigences non fonctionnelles). 
Résultat : Description, modèle représentant l'architecture physique. 
C. 3 Traçabilité 
- Acteurs : Architecte informatique 
- Description : Description des relations entre les éléments décrivant les exigences, issus 
de la phase de description détaillée des exigences et les éléments de l'architecture. 
- Techniques : Matrice de traçabilité, Outil CASE 
- Résultat : Documents de traçabilité mis à jour, Outil paramétré. 
D. Implémentation 
Cette partie peut donner lieu à une phase itérative et incrémentale, où après identification 
des risques, chacune des parties répondant aux exigences du client peut être développée selon 
un ordre de priorité. Chacune des partie venant se greffer aux précédentes et affinant le 
système global. L'implémentation ne rentrant pas dans le cadre de l'outillage par les profils 
UMLs, ce point au même titre que les tests et la maintenance n'a pas été approfondi. 
2 .4 conclusion 
Le cycle de vie proposé est adapté aux projets de développement internes du CITI qui 
restent relativement de petite taille et où il est nécessaire de pouvoir impliquer à un moment 
ou un autre le client ( que ce soit par la présentation du prototype ou de documents réali-
sés suite à la phase de capture des exigences). Les caractéristiques de ce cycle de vie sont 
issues soit des habitudes des employés (ex. : La présentation intermédiaire d'un prototype), 
ou de nouvelles propositions faites par les membres du CITI (description d'une exigence 
fonctionnelle en 3 étapes). Ce cycle de vie assez classique (succession de phases aux termes 
desquelles sont produits des livrables bien définis) constituera un support en vue d'illus-
trer la méthodologie UML (Comment la spécification itérative d'une exigence fonctionnelle 
s'articulera-t-elle avec UML? ou encore comment les phases de prototypage et de conception 
peuvent elles être réalisées en utilisant UML comme langage de modélisation?). 
Chapitre 3 
U nified Modeling Language 
3.1 Introduction 
L'Unified Modeling Language (UML), traduisez langage de modélisation unifié, est issu 
:le 3 méthodes qui ont le plus influencé la modélisation Objet dans les années 90 (OMT-
1 de Rumbaugh 1Rwn95], OOSE de Jacobson 1Jac92I et Booch !B0094]). De nombreux 
.ndustriels ayant par la suite adopté UML, ont contribué à son développement. En effet, 
UML est, désormais, sous la responsabilité de l'Object Management Group (OMG), un 
5roupe d'industriels dont l'objectif est la standardisation autour des technologies objet, en 
vUe de garantir l'intéropérabilité des développements. 
UML est un langage de modélisation orienté objet, il permet de décrire des besoins, 
:le spécifier , de documenter des systèmes ou encore d'esquisser des architectures logicielles 
,ous une notation graphique standardisée. UML se veut être un standard souple et flexible, il 
:este en effet assez neutre et doit être complété d'une méthodologie ou de recommandations 
:l'utilisation (Exemple : UP) propres aux besoins d'une industrie, entreprise particulière 
?Our ses développements. La spécification UML est disponible gratuitement sur http: / / 
..,.,w. omg. org. 
3.2 Les diagrammes UML 
[RV00, Sob97, Déc02, Sof99, Gro03, Roq02] 
.3.2.1 3 Axes de Modélisation 
UML définit 9 diagrammes différents, ceux-ci ont des rôles particuliers quant à la modé-
· sation d'un développement, toutefois on peut les regrouper au sein de 3 axes d'utilisations 
différentes [Roq02]. 
La description faite d'UML, ci-après a pour but de redéfinir brièvement les diagrammes 
lJML et lem contexte d'utilisation au lecteur. Elle est basée sur la définition d'UML 1.5 
désormais disponible. Une documentation plus exhaustive sur UML est disponible sur le site 
de l'omg. 
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FIG . 3.1 - Les 3 axes de modélisation en UML [Roq02J 
3.2.2 Modélisation Fonctionnelle 
Le Modèle fonctionnel d'UML s'appuie exclusivement sur le diagramme de cas d'utili-
sation (Use Case). Ce dernier sert à l'activité de modélisation des besoins, c'est-à-dire des 
exigences fonctionnelles du système à développer. L'idée de ce diagramme est de définir quels 
services le système devra accomplir et indirectement quels services le système ne devrait pas 
réaliser. Le diagramme de cas d'utilisation sert à délimiter les frontières du système. La mo-
délisation des besoins en cas d'utilisation se fait toujours du point de vue de l'utilisateur. La 
description des use cases ne doit donc en aucun cas décrire des solutions d'implémentation. 
L'objectif d'un modèle conceptuel des besoins est d 'éviter de tomber dans la dérive d'w1e ap-
proche fonctionnelle , où l'on liste les fonctions et sous fonctions à développer pour répondre 
aux besoins du client. Le usecase, peut être décrit par un diagramme d 'interaction reprenant 
la suite d'échanges que l'utilisateur est prêt à effectuer avec le système en vue d 'accomplir 
un objectif ("goal") particulier. La description d 'un cas d'utilisation se complète souvent 
par une description textuelle ne faisant pas partie d 'UML. 
Les éléments de base du diagramme de cas d 'utilisation sont : 
- L'acteur, celui-ci n'est pas nécessairement une personne physique, il peut s'agir égale-
ment d 'un composant matériel, d 'un système d'information, etc. L'acteur désigne un 
type de personne (selon le domaine) , par exemple : client, administrateur internaute. 
L'acteur déclenche un ou plusieurs cas d'utilisation. 
- Le cas d'utilisation, celui-ci décrit une séquence d 'actions réalisées par le système 
et produisant un résultat pertinent pour un acteur particulier [RV00J. Il correspond 
à une attente, un besoin du client. Les cas d'utilisation peuvent être structurés en 





M>C le sysl!me <<descnpllon» t::, 




élémemnls <!un modèle. 
<<descnpl10n» 
RelatXJh d'extension 
La cas source préç,se les cbje<tifs, le 
comportement du cas destination 
<<dtscnpt,ot»> 
R,btJon <!mclumn 
Le eu source mahenl 
êf;ù,mtnl le 
comportement décnt 







FIG. 3.2 - Gestion d'un distributeur d'argent, exemple de diagramme de usecase 
:l.2.3 Modélisation Statique 
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Le mode de représentation statique s'appuie sur le diagramme de classe, d'objets, de 
composants et de déploiement. 
Diagramme de classe et diagramme d'objets 
Le rôle du diagramme de classe peut varier selon la phase de développement où l'on se 
s_tue. En phase d'analyse, celui-ci peut servir à décrire de manière statique les objets métiers 
du domaine. Dans une phase ultérieure, il pourra servir à décrire les objets d'une base de 
données. En conception, le diagramme de classe peut servir à décrire l'architecture ou encore 
la. structure en Packages du code. Les utilisations qui sont faites du diagramme de classe 
sont nombreuses. 
Le diagramme de classe modélise un ensemble de type d'entités, les instances de ceux-ci, 
ks entités proprement dites peuvent être représentées par les objets du diagramme d'objets. 
Far exemple, lorsqu'on trouvera le concept 11 client 11 dans la modélisation du domaine métier 
dune banque, on peut modéliser au sein d'un diagramme d'objet, le client "Monsieur Du-
p:md" ainsi que ses occurences de type d'association avec les autres concepts et les valeurs 
d J ses propriétés. 
Outre les classes, on trouve au sein du diagramme de classes, les associations entre 
classes. Elles ont pour rôle de modéliser une relation bi-directionnelle entre deux classes. 
Ls associations au sens UML désignent un type d'association. Les instances de ces tvges 
_,-
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une relation de composition) ou encore la généralisation (les sous-classes héritent de la 
description de la super-classe) [BHH+97]. 
Le type d association possède un nom mais peut posséder également des noms de rôles 
joués par chacune des classes liées ou encore des cardinalités indiquant le nombre d 'instances 
des classes liées pouvant participer à une instance de l'association. 
Les classes peuvent contenir des attributs c'est-à-dire des propriétés de ces classes ou 
encore des opérations portant sur ces classes. 










un attd>ut et deux 
opérations 
FIG. 3.3 - Gestion d'un distributeur d'argent, exemple de diagramme de classe 
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FIG. 3.4 - Gestion d'un distributeur d'argent, exemple de diagramme d'objet 
Diagramme de composants et le Diagramme de déploiement 
Le diagramme de composants représente les concepts de configuration logicielle. Il sert à 
représenter la manière dont vont s'agencer les composants, les unités physiques tels que les 
librairies, les fichiers source ou encore les exécutables. Les dépendances entre composants 
servent à modéliser des contraintes de compilation ou à mettre en évidence la réutilisation 
de composants. 
Le diagramme de déploiement, quant à lui sert à représenter la disposition physique du 
matériel informatique, de composants matériels, etc. qui composent le système ainsi que la 
répartition des composants sur cette infrastructure. 
3.2.4 Modélisation Dynamique 
3.2 Les diagrammes UML 







FIG. 3.5 - Gestion d'un distributeur d 'argent. exemple de diagramme de composant 
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FIG. 3.6 - Gestion d'un distributeur d'argent, exemple de diagramme de déploiement 
Diagramme d'état 
Un diagramme d'état permet de montrer l'espace des états d'une classe. Un état est une 
~ituation, au cours de la vie d'un objet, qui se définit par un certain nombre de conditions 
' remplir. Ce diagramme modélise également les événements qui vont provoquer les transi-
t ions d'un état à l'autre ainsi que les actions qui résultent de cet événement. Il permet de 
_eprésenter également la notion d'états imbriqués (Si les état B et C sont imbriqués dans 
_'état A (B et C étant les seuls états imbriqués), un système se trouvant dans l'état A est 
3oit dans l'état B soit dans l'état C) ainsi que les états orthogonaux (Considérons l'état A 
:::ontenant deux sous états orthogonaux, B et C, un système dans l'état A est dans l'état B 
.:)t dans l'état C [Khr00]. 
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FIG. 3.7 - Gestion d un distributeur d'argent, exemple de diagramme d état 
Diagramme d'activité 
Le diagramme d'activité permet de modéliser des comportements. On l'utilisera notam-
ment pour modéliser le déroulement d'opérations particulières au système ou à un plus haut 
niveau les flux d'informations propres au métier. Une activité est une séquence d'opérations 
dont la terminaison provoque la transition vers une nouvelle activité. Le diagramme d'ac-
tivité peut également contenir des barres de synchronisation modélisant le déclenchement 
d'une activité que si toutes les activités attachées à la synchronisation sont terminées. Le 
diagramme d 'activité peut-être décomposé en partitions pouvant par exemple correspondre 
à des unités organisationnelles. On peut représenter au sein de ces diagrammes des objets 
Clienl:Client Dishi:,uteur: 
1 Clion! autorisé] 
• 
FIG. 3.8 - Gestion d'un distributeur d 'argent, exemple de diagramme d'activités 
en entrée ou en sortie des activités, ou encore les états d'objets qui découlent d 'activité. 
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d'activités permet de modéliser la séquence d actions et les conditions. Le diagramme d'état 
est plus focalisé sur l'évolution des entités imite aux événements. 
Diagramme d'interaction 
Les diagrammes d interactions, c'est-à-dire les diagrammes de séquence et de collabora-
tion modélisent une séquence d'intera tion entre objets. Ces diagrammes sont très similaires, 
leur principale différence réside dans leur présentation. Le diagramme de séquence a un ap-
port quant à la ligne de vie d 'un objet et à la séquence de ses messages tandis que le 
diagramme de collaboration présentera plus facilement un grand nombre d objets et de mes-
sages ceux-ci pouvant être positionnés librement. Ces diagramme permettent de décrire un 
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FIG. 3.9 - Gestion d 'un distributeur d 'argent , exemple de diagramme de séquence 
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FIG. 3.10 - Gestion d 'un distributeur d'argent, exemple de diagramme de collaboration 
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3.3 Le méta-modèle UML 
U IL peut être défini grâce à un méta-modèle c'est-à-dire un modèle représentant les 
éléments UML eux-mêmes modélisés grâce au langage UML. Ce méta-modèle décrit alors le 
formalisme U IL du moins le niveau syntaxique. Le niveau sémantique des éléments UML 
est, quant à lui décrit sous forme textuelle. On a pour cela recours au diagramme de clas e. 
Les modèles UML de l utilisateur sont des instances de ce méta-modèle. Si nous cherchons à 
modéliser le fajt que les classes possédent des attributs et des opérations, nous obtenons la 
figure 3.11. Ce sous méta-modèle conti nt des "méta-éléments". Le "méta-élément" 11 Class 11 
est une clas ·e dont le instances sont des "Glass". Pour désigner, par exemple le méta-
élément II Attribute" , on utilisera parfois l appellation méta-Attribute. 
c1a .. Atlribv.to 
Nemo stnng 
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FIG. 3.11 - Exemple de méta-modèle exprimant qu'une classe peut posséder des attributs 
et des opérations 
3.4 Les mécanismes d'extension d'UML 
3.4.1 Les profils 
Le développement logiciel ne peut se contenter d'une définition d'une notation graphique 
telle UML. "Le savoir-faire, c'est-à-dire les compétences et l'expérience des intervenants, les 
procédures et les connaissances initiales existant dans l'entreprise ou dans le projet, demeure 
la clé du succès ( ... )"[Sof99]. 
UML 1.3 a introduit la notion de profil. "Un profil UML est un ensemble cohérent 
d'extensions défini pour des sujets spécifiques"[Gro03]. Le profil étend le méta-modèle UML 
sans, toutefois altérer celui-ci [SW0l]. Les extensions possibles sont les stéréotypes, les tagged 
values et les contraintes. 
Le Profil UML permet en particulier de définir et maîtriser le processus de développement 
logiciel avec UML ce qui représente un bénéfice considérable pour tous les développeurs 11 
[Sof99]. 
Le profil UML constitue donc un support au processus de développement , il peut conduire 
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le type de projet de développement). Les profils servent à regrouper tous les mécanismes 
d'extension spécifiques à ces domaines. Par exemple on trouvera des profils sur le site de 
l'omg dédiés à des technologies telles CORBA ou les Entreprise Java Beans. Les profil<; 
peuvent hériter des extensions d'UML contenues dans d autres profils. La notion de profil a 
été consolidée au sein de la version 1.4 d 'UML. 
Les stéréotypes 
Les stéréotypes sont des méta-éléments dont la structure coïncident avec un méta-
élément UML (constituant une généralisation de ce stéréotype). Par exemple le méta-
. .'.Jément "Classe" peut posséder des stéréotypes "Objet métier", "Objet persistant" (ceux-ci 
restent des classes). Le stéréotype se distingue de ce méta-élément par l'usage qui en est fait. 
A un stéréotype peuvent être associées des contraintes, par exemple le nom d un élément 
3téréotypé «X» ne devrait excéder 8 caractères. La définition d'un stéréotype peut également 
::ontenir des tags, c'est-à-dire des types de valeurs, les éléments stéréotypés pourront alors se 
voir affecter les valeurs associées, le point suivant décrira plus en détail ces "Tag définition 11 • 
a figure illustre un template pour définir un stéréotype. Des exemples de stéréotypes seront 
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FIG. 3.12 - Exemple de définition d'un stéréotype 
;>eut être le parent d' «Internaute Identifié» et de «Internaute anonyme» Les contraintes 
;>euvent être exprimées textuellement ou en Object Constraint Language (OCL). Définir un 
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Les Tag définitions 
Les tag définitions servent à spécifier de nouvelles propriétés attachées aux éléments des 
modèles. Si on définit par exemple le stéréotype "manager" sur le méta-élément classe, on 
peut définir une tag définition sur ce stéréotype : isCompetent de type booléen. Une classe 
stéréotypée manager pourra alors avoir une TaggedVab.1.e : isCompetent= True, bien que dans 
le cas d un booléen, la simple assignation de isCompetent à une classe aura la valeur vraie 
par défaut . On peut ainsi assigner une liste de propriétés à des méta-éléments. Ces tag 
définitions :;ont très proches de la notion de méta attribut et le. tagged values proches de la 
notion de valeur de cet attribut. 
Les outils Case se serviront par exemple dune tag définition assigné au méta-élément 
"Opération" intitulée ocode : boolean et l'assignation à une opération de la tagged Value 
ocode aura pour effet dans un traitement ultérieur de ne pas générer de code pour cette 
opération. 
Les contraintes (Well-formedness Rules) 
Il est également possible de formuler des règles en vue d'exprimer des contraintes sur les 
éléments du Modèle. Par exemple, tous les éléments du modèles "soumis" à une généralisa-
tion doivent être du même stéréotype que le parent (parmi boundary, control et entity). La 
contrainte est exprimée en Object Constraint Language, un langage défini par l'omg dont 
un exemple issu de [Gro03] est présenté ci-dessous. "OCL procure une notation flexible et 
concise pour exprimer des contraintes" par opposition à une notation textuelle [RG98]. 
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3.4.2 Les profils vu par Softearn 
Certains outils CASE vont plus loin dans la définition de profils prenons I exemple 
de Softeam proposant des règles supplémentaires as ociées aux ïéments UML. Softeam a 
développé un langage omplet, le langage J permettant d 'offrir de véritables outils sup-
plémentaires aux différents intervenants du projet. Les outils proposés au sein du dernier 
chapitre en constituent quelques exemples. Les outils développés au sein de profils peuvent 
servir notamment : 
- A définir la trame du projet (le cycle de vie) au sein de l'outil CASE. On peut lier les 
produits (Modèles) aux phases. 
A valider des modèles par rapport à une méthodologie à un standard autre qu'UML, 
aux règles de bonnes pratiques de !'entreprises, ou du point de vue de leur cohérence. 
A définir une méthodologie complète, un outil imposant le suivi de cette méthodologie. 
Il y aurait des interfaces de saisie d 'informations appropriées à la phase courante du 
projet, etc. 
A transformer automatiquement des modèles . UML dans sa version 2.0 proposera des 
transformations automatiques de modèles au sein de profil(s) selon l'approche MDA 
proposée par l'omg. 
A partager les expériences, les modèles des autres développeurs. Exemple du Toolbox 
proposé au chapitre 5 (phase de conception) 
Les profils UML sont le garant de la qualité des développements d 'une entreprise. 
Le langage J dédié Métamodèle et profil 
Le langage J est un langage java-Like proposé par Softeam au sein de son outil Objectee-
Ting profile Builder en vue de réaliser des profils UML 1.4, c'est-à-dire de créer des outils, des 
s téréotypes ou des règles capables de manipuler, vérifier, transformer ou encore de proposer 
des outils supplémentaires au développeur. Le développeur quant à lui modélise et accède à 
ces outils et crée ses modèles via le logiciel Objeecteering Modeler. Ce langage est intéressant 
de par son type, en effet, en vue de pouvoir produire les profils tels que définis par l'omg, il 
est nécessaire d'avoir un langage permettant de parcourir le méta-modèle UML, à la manière 
d'Object Constraint Language. Mais le langage J va plus loin en permettant non seulement 
de parcourir ce méta-modèle, mais en permettant d'en modifier ses instances ( ==> 'I\-ans-
formations automatiques au niveau des modèles). Le méta-Modèle quant à lui ne peut être 
transformé, il peut simplement être étendu ou spécialisé, ceci en vue de respecter le standard 
UML. 
C'est grâce à ce langage que les outils présentés dans le dernier chapitre de ce mémoire 
:mt été développés et proposés au CITI. 
- Le Méta-Modèle Objecteering 
Softeam a recréé le méta-Modèle UML, celui-ci modélise l'ensemble des éléments UML 
(dans sa version 1.4) et des relations entre eux au sein d 'un diagramme de classe. 
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et toute une panoplie d 'objets graphiques). La présentation d'un t 1 méta-modèle est 
faite par une multitude de sous-diagrammes se complétant. Certains font abstraction 
de détails tandis que d'autres s'avèrent plus exhaustifs. 
- Exemples de code J 
Exemple 1 
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FIG. 3.14 - Sous ensemble du méta-modèle concernant l'exemple 1 et 2 
Class:printAttribute() 




ous sommes au niveau d'une classe (voir figure), par le lien "Part" liant une "Class" à 
ses "Attribute" (d'ou le PartAttribute), nous naviguons sur le métamodèle et obtenons 
un ensemble d'Attributes. 
{ 
Cette accolade signifie une boucle sur l'ensemble des attributs obtenus.L'objet courant 
est maintenant 1 Attribut 
String buffer = "," + Name; line = line + buffer 
Name désigne en fait this.Name , this étant l'objet courant (un Attribute) et Name 
un attribut de la méta-classe Attribute. 
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Exemple 2 
Cette méthode portant toujours sur l'objet class ajoute à la classe courante une 
opération print() 
Class: add.Print 0 
{ 
Operation M; 
sessionBegin("add.PrintüperationExample", true) ; 
Ouvre une session destinée à vérifier la conformité par rapport au standard UML au 
terme de la session. 
M = Operation.new (); 
M. setName ( "print") ; 
Set : ajoute une propriété et Name est une propriété des opérations. 
this.appendPart(M) ; 
Append : sert à ajouter une instance d 'un lien , part étant le lien entre les classes et 
les opérations. 
sessionEnd () ; 
Vérification de l'intégrité faite au terme de la se ·sion. 
} 
D'autres exemples se trouvent en annexe. Ce langage permet également une gestion 
d'interface avec l'utilisateur, une gestion d'entrée sortie, etc. 
3.5 conclusion 
UML couvre de nombreux aspects du développement, on peut facilement représenter 
les aspects fonctionnels d'un système d'informations, décrire le domaine de façon statique 
ou encore dynamique. On pourra encore facilement modéliser l'architecture, les tests, les 
aspects de maintenance, etc. 
Malgré la documentation réalisée par l'omg sur ce langage définissant de manière détaillée 
les éléments d'UML et dont un bref aperçu est présenté ici. La sémantique ou du moins 
"l'interprétation qui en est faite reste parfois ambiguë" [EBF+98], les utilisations qui peuvent 
: tre faites d'un diagramme sont nombreuses. Même si ce langage peut sembler plus intuitif 
:iue d'autres langages de description, il reste important de personnaliser ce langage que ce 
3oit par l'extraction d'un sous ensemble de ses éléments, la définition d 'une méthodologie 
3,daptée, la proposition de recommandations ou même par certaines spécialisations de ses 
§léments rendues possibles par les "stéréotypes" "Tag Définition" et "contraintes". 

Chapitre 4 
Définition d'une méthodologie basée 
sur UML 
4.1 Introduction 
Ce chapitre reprend le cycle de vie réalisé dans le chapitre 2 en y développant les re-
:::ommandations quant aux éléments de spécifications UML pouvant correspondre au produit 
attendu de chaque phase, dans 1 hypothèse où l'on effectue le choix d'UML comme langage 
::le modélisation. Cette méthodologie a été présentée au cours de réunions de groupe de 
travail déjà citées précédemment. 
Les chapitres 4 et 5 ont plusieurs objectifs : 
- Montrer l'apport d'UML en terme de modélisation notamment l'aspect graphique par 
rapport à d'autres langages de description. 
- Homogénéiser la méthode de développement des projets réalisés en interne au CITI 
- Montrer l'intérêt de pouvoir personnaliser un outil CASE de façon à refléter une mé-
thode de développement propre à une entreprise (Objet du chapitre 5) 
4.2 Pourquoi UML? 
L'optique de mes travaux au CITI a été de présenter ce que donneraient des spécifications 
UML d'un développement plutôt que de fixer UML comme seul langage possible. Le choix 
l'un langage pour décrire, par exemple, les architectures est une controverse courante. Il 
Jst en effet difficile de dire que tel langage est mieux qu'un autre car bien souvent ils sont 
~om plémentaires. 
En quoi UML est-il adapté comme langage de modélisation pour les projets de dévelop-
-:>ement en interne du CITI? [Déc02] 
- Les projets développés au CITI sont souvent de l'informatique de gestion par oppo-
sition à une informatique industrielle. Dans des projets d'informatique de gestion, le 
client n'est pas nécessairement censé connaître le langage de spécification adopté. Dès 
lors , UML, se voulant être un langage semi-formel et lisible par le client, semble plus 
indiqué. Ceci permettra des validations par le client en "cours de route". 
- UML est un langage pouvant servir à modéliser les besoins en partant de l'utilisateur, 
les cas d'utilisation sont souvent décrits en partant de l'acteur, de ce qu'il est prêt 
à fournir comme information. Ce point est crucial si les besoins quant au logiciel à 
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4.3 Choix méthodologiques 
La méthodologie proposée se trouve à mi-chemin entre UP (Uuified Process) et une 
approche minimaliste, simplificatrice de la méthodologie (à la mode actuellement comme, 
par exemple, les méthodologies Agile). La méthodologie proposée ne s'attarde toutefois 
qu à la description des activités et livrables produits aux termes des phases plutôt qu à 
l ordonnancement des activités ou des recommandations sur la gestion de risques, de projet, 
etc. Ceci n étant pas l'objectif parcouru. La méthodologie servira comme cadre à l'adaptation 
de l outil CASE faite au chapitre 5. Cette méthodologie est caractérisé par : 
- Son aractère non exhaustif 
- La position centrale des Usecases 
4.3.1 Une méthodologie non exhaustive 
L'objectif d'une méthodologie du développement n'est pas de réaliser une pléthore de 
documents ou d'anticiper les besoins futurs du client, etc. mais de développer facilement avec 
une méthode simple et efficace encourageant une documentation succincte mais facilement 
tenable à jour. 
L'idée de cette méthode est également de retenir les éléments UML les plus pertinents 
pour aider à la construction des produits suivants dans le cycle de vie (Architecture, im-
plémentation) et d'établir correctement les liens entre les spécifications de chacune de ces 
phases. Le passage de documents d'analyse modélisé en UML vers des documents de concep-
tion ou le code lui-même doit être souvent éclairci. La maintenance et la traçabilité en sont 
d'autant facilitées. Ce qui dans un contexte de développement de projet d'innovation tel 
qu'au CITI où les besoins sont jugés instables, est un critère fondamental pour la méthodo-
logie. La personnalisation de l'outil faite au chapitre 5 aurait pu aller jusqu'à l'élaboration 
d'un mécanisme de traçabilité. La méthode citée ci-après n'a toutefois pas la simplicité d'une 
méthodologie telle XP mais bien par opposition à des méthodes traditionnelles. 
4.3.2 Une méthodologie guidée par les Usecase 
Il existe de nombreuses définitions possibles du usecase, on trouvera dans [RV00] : 
"Un cas d'utilisation (usecase) représente un ensemble de séquences d'actions réalisées par 
le système et produisant un résultat observable, intéressant pour un acteur particulier. Un 
cas d'utilisation modélise un service rendu par le système. fl exprime les interactions entre 
les acteurs et le système et apporte une valeur ajoutée, notable, à l'acteur concerné" 
Le usecase conduit le développement, la description des exigences fonctionnelles se fait 
par les usecase. Les usecase évoluent au fur et à mesure du développement (figure 4.1). 
4.4 Modélisation de www .je bouquine.corn 
En vue d'illustrer l'utilisation d'UML proposée au CITI, je reprends un exemple issu 
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C"lllun! des exi&ences 1----- UseCase t-iv,au 1 
llescr:\ltlon décalllèe des imeenœs 
l,,.ilémentatlon 
FIG. 4.1 - Evolution du usecac;e dans un cycle de vie linéaire 
par l'expérience des employés du CITI. La méthodologie se devait en effet de correspondre 
plus ou moins à ce qui se faisait déjà actuellement. L'objectif est ici d illustrer la méthodologie 
en modélisant l'exemple de www.jebouquine.com L'élicitation des exigences quant à l'outil , 
bien que sous-jacente au sein de ce chapitre sera décrite de manière plus détaillée au sein du 
chapitre 5. Lorsqu'on parlera d'exigence au sein de ce chapitre ou de description de domaine, 
elles sont relatives au cas de www.jebouquine.com et non à l'outil développé au chapitre 5, 
ce chapitre a pour objet de décrire la méthodologie et les recommandations faites (quels 
éléments uml utiliser). 
4.4.1 A. Capture des exigences 
A. 1 Interviews 
Le savoir-faire de l'analyste dans sa relation au client est ici mis à contribution. Supposons 
qu'au terme de cette succession d'interviews, l'analyste ait rédigé textuellement un résumé 
des exigences quant au site web <l'e-commerce. 
Exigences fonctionnelles 
Recherche L'internaute doit pouvoir trouver le plus rapidement possible un ouvrage au 
::lein du catalogue. Les méthodes de recherches sont scindées en 2, une recherche par titre 
3t une recherche par thème. Le résultat de cette recherche doit apparaître sur une page 
particulière. 
Découverte Chaque livre contient une description détaillée, ceci permet à l'internaute 
:ie pouvoir au terme de sa recherche, faire son choix parmi les livres qui lui sont proposés 
via une description plus exhaustive. Outre les informations générales quant au livre (Au-
Jeur, titre, ISBN, éditeur, etc.), la description d'un livre contient une image, le prix, des 
~ommentaires de lecteurs et la table des matières. 
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Commande 
A partir de son panier, le client peut accéder au formulaire de bon de command , clans 
lequel il saisit ses coordonnées et les informations nécessaires au paiement et à la livraison. 
Exigences non fonctionnelles 
- Pour des raisons de performances, le panier de l' internaute a une durée de vie limitée 
à son temps de visite. 
Suite à une étude de marché il est prévu qu' il puisse y avoir jusqu'à 1 000 connections 
simultanées sur le site et environ 1 000 000 d ouvrages dans le catalogue 
A. 2 Formalisation des exigences 
A partir du produit des interviews, c'est-à-dire des notes explicitant les exigences fonc-
tionnelles et non fonctionnelles, de manière non structurée, l'analyste va essayer de formaliser 
celles-ci. 
L'objectif pour cette phase est d'obtenir un document décrivant les limites du système à 
développer. Par système, j'entends le système d'information, des composants matériels, mais 
aussi des rôles de personnes , il s'agit donc du système global à mettre en place en vue de 
pouvoir répondre aux exigences de l'utilisateur. Le document doit décrire ce que le système 
doit pouvoir faire pour l'utilisateur et ce qu'il ne doit pas faire. Il s'agit d'une approche 
"blackbox" sur le système, c'est-à-dire qu'on reste indépendant par rapport à une solution 
à mettre en place. On décrit dès lors les exigences fonctionnelles que par les interactions 
qu'elles génèrent entre l'utilisateur et le système (Diagramme de séquence). Ce système ne 
sera ouvert que dans les étapes ultérieures. 
La première activité consiste en la description des acteurs interagissant avec le système 
global, celle-ci s'effectue au CITI par le remplissage d 'un petit modèle de description repre-
nant le nom de l'acteur, une brève description, les raisons pour lesquelles on a besoin de cet 
acteur et en quoi l'acteur est intéressé par le système. 
L'analyste devra également décrire le domaine du métier, l'élément UML concerné est 
le diagramme de classe toutefois les aspects dynamiques pourront être couverts par le dia-
gramme d'activités ou états-transition. A ce niveau de spécifications, toutefois on ne devrait 
faire référence qu'à des objets métiers, c'est-à-dire des objets relatifs à des concepts connus 
de l'utilisateur, qu'il manipule dans son métier. Dès lors, chaque classe représentera un 
"objet métier". Ces objets métiers, à ce niveau de spécifications, ne devraient contenir ni 
d 'attributs ni d'opérations. 
Enfin, l'analyste devra décrire les exigences fonctionnelles et non fonctionnelles, l'élément 
UML concerné est le diagramme de usecase. Chaque usecase représente un objectif que doit 
accomplir le système. Chacun des usecase de ce diagramme doit être décrit grâce à un 
diagramme de séquence, comme dit précédemment , ce diagramme ne comprend que deux 
instances, il s'agit de l'acteur (interessé par l'exigence) et le système global. Il est évident 
qu'un diagramme de séquence peut parfois s'avérer prématuré à ce niveau de spécification, 
on peut dès lors avoir recours à une description textuelle plus succincte (moins formelle) 
,. 
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Champ 
USE CASE 
Goal in Context 
Scope et Level 
Precondi tions 
Success End Condition 
Failed End Condition 
















om du usecase 
Objectif plus précis parcouru par le usecase 
On définit la portée (ex : la compagnie) et le mveau 
(ex :Fonction, sous fonction) 
L 11 état du monde" pouvant déclencher le usecase 
Postcondition : L"'état du monde 11 après la terminaison cor-
recte du usecase 
L"'Etat du monde 11 si une condition lors du déroulement 
n 'est pas remplie 
Liste des acteurs responsables du usecasc 
L'action qui va déclencher le usecase 
1 < Description des étapes du usecase> 
2 < ... > 
Numéro de l'étape < Condition> : < action> 
Numéro de l'étape < Liste des variations proposées > 
Définition de la priorité du usecase 
Le temps idéal d'execution du usecase 
La fréquence d'occurences du usecase 
Nature du lien avec l'acteur (interactif) 
Liste des problèmes 
Date de livraison 
Liens vers les sous use cases. 
FIG. 4.2 - Modèle de description d'Alistair Cockburn d'un usecase 
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Les exigences non fonctionnelles peuvent être modélisées en UML via l'élément II ote" , 
~elui-ci peut contenir une description structurée de l'exigence. Les exigences non-fonctionnelles 
:)euvent être locales à un usecase ou être globales au système. Dans l'exemple ici, les exi-
~ences non fonctionnelles se rattachent au usecase de passage de commande pour ce qui est 
,fo la gestion panier (pour la durée de vie de celui-ci) , la contrainte quant au nombre de livrns 
~t de connections, quant à elle, est globale. Les exigences non fonctionnelles interviendront 
:mrtout dans les choix technologiques en phase de conception. 
La dynamique entre usecases peut être modélisée par un diagramme d'activités. Concrè-
--;ement, on retrouvera la succession d'activités suivantes : 
- Description des acteurs 
- Description du domaine par un diagramme de classe (ou bien diagramme d'activités, 
états pour modéliser la dynamique) 
- Modéliser sous forme d 'un diagramme de usecases par acteur les exigences fonction-
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Associer aux u ecases concernés les exigences non fonctionnelles sous forme de note, 
ou les associer au Package reprenant l'ensemble des usccases si il s'agit d ' xigences 
non fonctionnelles globales. 
Diagramme d 'activités entre usecase. 
Description des acteurs 
<<descnpbon» 
Oescnptx,n 
~ _ _ _ _ _ _ _ PelSOnne VlSllant le sde pour rteherther des o~ et mnt .. llement posser comnwde 
Pourquoi &-t-On besom de ctl ecteur? 
Client Acteur pnrapol passont commollde de livre (Ob)'Cllfpourswvi) 
En quoi est-ù intétessé pv J, sy,tème? 
Le client mlemoule rronllO an intérit pour la locture 
FIG. 4.3 - Description de l'acteur Client 
Description du domaine 
<<0:,jet métieP> K>----... u,nc:,n, <<0:>JII métieP> 
CataJoc- Llpol'wor 
soœ-tbea 
uvnPart 1..• Ligr,,PlnitrPart 
1 • 
FIG. 4.4 - Description statique du domaine 
Description des exigences fonctionnelles 
Exigeras Fonctionnelles 


















Formulaire de commande 
Saisu_info_commandesO 
R.écapihllatif commande _ 
V alidei:Comrnande() 
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FIG. 4.6 - Description du usecase re-
:::herche d'ouvrage 




Acceder au parue!() 
___ Panier _en _colllS() ____ _ 
modifierquantité() 






_____ panier mis ajour ____ _ 
Commande!() 




Goal in Context 
Preconditions 
Success End Condition 
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Description 
Gestion Panier 
Lorsque le client est intéressé par un ouvrage il doit avoir 
la possibilité de l'enregistrer dans un panier virtuel puis 
d'ajouter d autres livres, en supprimer ou bien encore den 




1 < Suite à une recherche le client peut sélectionner un ré-
sultat pour le placer au sein du panier 
2 < Le système lui affiche le panier en cours> 
3 < Le client peut modifier la quantit' commandée d 'un livre, 
ou supprimer totalement la commande d'un livre particu-
lier> 
4 < Le système lui affiche le panier mis à jour> 
2,3,4 < Panier non vide> : < Le client fait part de son désir 
de passer la commande> 
4 < Erreur de saisie de quantité : < Le système présente la 
panier dans dernier état valide> 
FIG. 4.9 - Description de gestion panier sous forme textuelle 
4.4.2 B. Description détaillée des exigences 
B. 1 Description détaillée des exigences 
La description détaillée des exigences a pour but d'ouvrir la boite noire faite au premier 
niveau. On va désormais spécifier les usecases en décrivant les interactions entre l'utilisateur, 
les composants, les autres acteurs et le système d'information. Ceux-ci collaborent, dans ce 
second niveau de description de solution, pour répondre aux besoins de l'utilisateur. Il se 
peut donc que de nouveaux acteurs apparaissent au sein du système global. A ce niveau, 
on obtient une description du fonctionnement et de l'organisation de la société cliente, du 
business suite à la mise en place du SI. 
La description du domaine peut également s'étoffer, on décrira notamment les attributs 
de chacune des classes. Si une des classes du domaine est fortement modifiée par une exigence, 
on peut modéliser le comportement de cette classe par un diagramme d'état. Il se peut 
également que certains usecases choisis et décrits lors du premier niveau de spécifications 
soient entièrement résolus sans interactions avec le système d'informations. Également , de 
nouveaux usecases peuvent apparaître. Certains nouveaux acteurs peuvent apparaître. 
Le chaînon manquant entre cette description de classes et la description faite des exi-
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Concrètement, on retrouvera la succession d 'activités suivante : 
De,scription du domaine par un diagramme de classe avec attributs (pas d 'opérations) 
éventuellement diagramme d activités, état pour des m, canismes particuliers 
- Description affinée des usecases par un diagramme de séquence. 
- Ajout de nouveaux acteurs 
Diagramme d état pour les classes changeant de statut. 
Description du domaine 
Line 
Titre: slrillg 
LM,,Part 1 Sous.titre[O .1) string C01)(1T1kl Llpl'anler 
Catalog,oe i 1 1..• ISBN . integer . 
I..&,gue . string Quantité : mteger 
DateParution : string 





,d11, /l • ~.sÎ,critpar 
10.1 15-lhome 1 1 • 
Av.œv 
llu,,ne F.iitev ) 
L..➔, Nom : string 1 0 . .1 
Nom :string Nom : slrillg Prérom : string Puh,r do,mo/Îlll.l 
FIG. 4.10 - Description du domaine 







Ad.resse ; slrillg 
N umérorœ · integer 
Codepostal . integer 




Dale : slrillg 
Modeœglement : integer 
Ad.resseüvraison : slrillg 
Dllaidel..Masion : integer 
l::lnt ut SC :Seryiçe Clients 
comnwderl'enie10 
Formulaire de commande 
Saisir_ info _ commandes() 
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Description de l'acteur Service client 
<<description>> 
Description : 
rôle des employés qui s'occupent du suivi des commandes 
Q --------------- pclients . t beso . .,_ t t ? A ourquoia on m"" ce ac eur . : 
Service Clients Cet Acteur va tnuler manuellement les commandes que le Si lui 
fera paivenir 
En quoi est il intéressé par le système ? · 
Il a des responsmlités auprès de www.jebouquine.com 
FIG . 4.12 - Description de l'acteur Service client 
B. 2 Développement de la maquette 
Il a été proposé ici deux modèles complémentaires de représentation des Interfaces 
Hommes Machines en UML au CITI. Ces modèles sont liés aux possibilités de l'outillage 
CASE. Il est en effet possible à partir de modèles suffisamment complets de générer du code 
pour les IHMs. Ceci nécessite une personnalisation de l'outil, nous y reviendrons au cha-
pitre 5. Les IHMs ainsi produites (peu conviviales) serviraient de base à l'élaboration d'un 
prototype des IHMs plus complets. 
Le premier modèle a pour but de représenter la navigation entre les différentes interfaces 
de l'application (Diagramme d'activités), le second quant à lui a pour objectif de représenter 
le contenu informationnel de chaque fenêtre, si les informations sont des entrées ou des 
sorties, leur type, etc1 . 
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<<F.:a:eption>> 
A 1ICUll owng,, trouvé 
<<Page>> 
P4Ntr 












De .... tâ11.Mtailia • .__..-np • <<OnP > 
r-;<;;;<;:;0.;;;1>~•;--------~--------~·r11n :UDdtfimd 
· tion : s1rinc <<UseC.ase>> <<Ou.Po> 
dtuunou,r~• : D,couHrl A.ut!l.ir · uidefüwl 
ccOut>> 
Prix . uncle.6.ntd 
: unlefimd 
FIG. 4.14 - Modèle de représentation des informations contenues au sein des IHMs 
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4.4.3 C. Conception 
La méthodologie proposée quant à la phase de conception présente quelques similarités 
avec la méthodologie Model Driven Architecture propo ée par l'omg1 .La phase de conception 
a pour objet de partir d 'un modèle logique de I architectme (Le Platform Independant 
Model) vers un modèle physique (Platform Specific Model) par une série de transformations 
successives. La scission établie entre ·es modèles porte l'avantage non négligeable du point de 
vue de la maintenance et de l'évolutivité de l'application par l'indépendance que le modèle 
logique offre par rapport au coté éphémère des technologies, spécificités des plat formes . 
Architecture logique 
La modélisation de l'architecture logique se décompose en 2 activités, la première acti-
vité consiste à développer la spécification des exigences fonctionnelles en ouvrant la partie 
système d 'informations et en décrivant les divers composants et les relations entre ceux-ci. 
Le diagramme de classe ou le diagramme de séquence s'avérent être appropriés (ou 
encore le diagramme de collaboration) . Les objets du domaine décrits précédemment se 
voient collaborer avec les autres objets ( Acteurs, composants, Contrôleurs, Interfaces, etc.) 
en vue de satisfaire l'objectif de l'utilisateur. Ceci dans la continuité des phases précédentes 
affinant la spécification des exigences, en effet si l'on reprend la description d'une exigence 
au cours des phases de développements. on a : 
- Capture des exigences : description par les interactions entre l'acteur et le système 
global. 
- Spécifications détaillées des exigences : Description par les relations Acteurs , d'autres 
acteurs, composants du système global, et système d 'informations. 
- Conception : description des relations entre les éléments précédents ainsi que les rela-
tions entre composants du SI pour réaliser l'exigence. (Diagramme de classe, séquence 
ou de collaboration) 
Une découpe proposée par Ivar Jacobson ([Jac92]) scinde les objets collaborants en trois 
types que sont les boundary class (un tel objet a pour rôle une communication avec l'utili-
sateur, une conversion de protocole), les entity class (modélise les informations manipulées 
par les usecase, idéalement un entity correspond à un objet du domaine) et les contrai 
class (modélise le comportement spécifique à un usecase, la logique métier). On retrouve 
au sein de la méthodologie présentée dans ce chapitre, le même type de découpe avec les 
stéréotypes "interface" (boundary class), "Control" (control class) et Entity (entity class) 
auxquels vient s'ajouter le stéréotype "Objet persistant" désignant les informations persis-
tantes indirectement manipulées par les usecases. Outre ces objets, on retrouvera également, 
les acteurs ainsi que d 'éventuels autres composants externes au système d'information mais 
participant au usecase. Il est intéressant que les objets collaborant contiennent des propriétés 
ou des opérations (uniquement diagramme de classe) dans leur description. Les propriétés 
d 'un composant correspondant, par exemple, à une interface seront les informations qu'elle 
contient que ce soit des saisies ou des productions d 'informations, les opérations d'un contrô-
leur consisteront aux appels de méthodes qu'il assume .. Sur l'exemple construit, on observe 
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Les relations entre ces objets collaborants sont issues des interactions des diagrammes de 
séquence réalisés lors des étapes de spécifications antérieures. Une relation entre un acteur 
et le système d information décrite en phase de "spécifications détaillées des e.xigences" se 
voit éclatée parmi les relations entre les objets collaborants. Si on décide de représenter 
<:ette collaboration par un diagramme de classe, ces relations entre composants sont décrites 
par les opérations des classes et l'association vis à vis d'autres classes (Voir exemple de 
,vww .jebouquine.com). 
La seconde activité pour modéliser l'architecture logique a pour but de créer une vue 
plus globale. Comme au sein de chaque exigence on va retrouver des "objets collaborants" 
communs, il est intéressant d'avoir une vue globale reprenant l'ensemble des composants et 
les relations entre eux. Le modèle ainsi produit consiste n un modèle de description de la 
collaboration entre composants répondant aux diverses exigences fonctionnelles , modèle qui 
se veut indépendant de toute technologie, choix technique, modèle dit indépendant de la 
plate-forme ou architecture logique. Le diagramme utilisé est alors le diagramme de classe. 
La méthode employée consiste à regrouper ces composants au sein de "couches" (on peut 
a.lors regrouper selon la même scission proposée précédemment: Entity, Control, Boundary). 















FIG. 4.15 - Description détaillée de "rechercher ouvrage", cas d'une recherche non fructueuse 
echerche par thème, Erreur Recherche étant des "interfaces", Control Recherche, un 
'Control", P-Catalogue, un "Entity" et Catalogue, un objet persistant. 
Le diagramme de séquence a l'avantage de mieux intégrer la dimension temporelle, durée 
:ie vie d'un objet et montre les interactions découlant d'un scénario particulier mais ne 
:iécrit pas complètement les objets collaborants. Le diagramme de classe tel qu'il est utilisé 
ci montre les couples attributs-types décrivant les objets collaborants (les types d'objets 
Jlutôt que les instances présentées au sein du diagramme de séquence ou de collaboration) 
nais ne décrit pas quelles interactions appartiennent à tel scénario. Les deux diagrammes 
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f----0 
Recherd1e1ltre 
Titre · stril1g 
R.echorchtl() 




Message · urdoftœd 
LlvtePart f----0 1..• 
Re111llatRech,orclu, 
nbLlvtes : integer 
Decouvorte() ~ (_) 0 <<Objet Persistant» ➔ >--
SélectionCh. ContnlFlclu,Detaillees P-1.ine livre 
·-. Titre : stril1g PO . / _oi,tenirlnfos() getlnfos() Sous-titre[O . .!] . strir« 
Fi<h,o Détaillée 
<<description» e, ISBN : integer 
Description : strlr« Par souci de clarté Langue : •trir« 
Imago : urdofined sera décrit au sein Dat.oParution : stnng 
... : urdofmed de gestion Panier Prix : real 
Sélection() 
FIG. 4.16 - Description détaillée de "Rechercher ouvrage" 
Les paramètres des opérations doivent être également décrits, toutefois ils ne sont pas re-
présentés au sein du diagramme sous l'outil utilisé. A partir de "resulatRecherche" , on peut 
"sélectionner" un livre et l'ajouter au panier. La sélection est faite à partir du usecase 
"Rechercher un ouvrage". 
Spécifications détaillées de Gestion Panier 
Client 
Gestioal'uler 















• LigM PonierPart 
Liglle Puier 
Quantité : integer 
<<description>> 
Par extension 




_ FlG. 4.17 - Description détaillée de "GestionPanier" 
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Spécifications détaillées de Passage de commande 
t---0 
H:us ttmig 






Moyndt pu.:nth! ltlldtfiœd 










FIG. 4.18 - Description détaillée de "Passage de commande" 
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' c .. tnJReeurclle P- Catalagu <<Oiiet PemstOl\l» 1 Reellerc lie lloeme 
1 Catùtpe 









Re,ultatRec:herche ~ ri:>Livres . integer O..:Ouwrte() C) .0 <<Oijet PmlStant>> Sélection() Centn!Fklu,Detaillees P-Liffe Line 
Tine : strillg l-0 O>tenirlnfos() getlnfos() Soœ-btrs[0 . .1] . string Fiche Dlitaillée ISBN : integer 
Description : string Longu, : •!ring 
Image : wdefmed DateParution string 




QuantitéD : uroefmtd ....,,,_ .0 
modifierligJ,e() 
Modifierligne() l'allier supprimerligne() 
:~--M Supprimerl.igJ,e() Commende!() Commande!() Selectiol() l-0 
&ranCoaunande ,_ 0 Nom : string Ligne Panler 
Moyen de paiement : string 
NWMmCute : integer Quantité : integer 
Adrsssel.ivnison : string C) 
... : wx!efmtd C.IID'DlC.DUIWIM 
Ellvoye,() 0 
l-0~ 
ValidandSetlnfosO ~ P-Commuoie 
ErnurSaisieCoanwul.e setlnfos() 
<<Oijet Pmistant» 
Messag,, : string ~ Co.,,..,. 
Date · string 
l-0 Modereglement : integer 
Li,teCommaiu!e, 0 1---- Adrssse!.ivnison : string C) P-ComaandeL Déwdelivrasion : intege, C.ntnUJ,te ~ getlnfosCommeide() , 
... : wdefined 
getlnfos() l-0 V-- getlnfos() 
ÜraJl TraüomentCofflJll21Ulel'enon.nel 
Nom : stiing 
Moyen de paiement : undefined 
Adrsssel.ivnison : string 
... : undefined 
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Architecture physique 
Il est évident que l étape suivante consiste à choisir les technologies d implémentation, la 
Jlate-forme (support réseau, persistance des informations, etc.) en vue de pouvoir procéder 
i. l'implémentation proprement dite des composants. 
Le passage de ce modèle indépendant à un modèle spécifique à la plate-forme (architec-
~ure physique) se fait par itérations successives. Le savoir-faire de l'architecte informatique 
ünsi que les exigences non fonctionnelles élicitées auparavant conduiront l'architecte au 
:hoix de transformation par exemple : Un objet "IHM" pourra devenir un "Script" puis une 
'Page JSP", les contrôleurs pourront éventuellement se transformer en Javabeans , les objets 
:>ersistants décrits précédemment peuvent devenir une "source de donnée" (le choix d 'une 
:>ase de données particulière n'ayant pas encore été faite). L'architecte informatique choisira 
:mcore de transformer les "Entity objet" en des composants EJB, puis effectuera le choix 
.Jlus particulier d'"EJB Entity" ou "EJB cache" (Gestion Panier devant avoir une durée de 
.rie égale à la visite de l'utilisateur sur le site, un EJB session, n'étant pas lié à une base de 
fonnée persistante, sera plus opportun). L'expérience de l'architecte informatique le pous-
;era à modéliser d'autres composants nécessaires ("Serveur d'application" se transformant 
.Jar après en "JBoss II dans le case présenté ici) , etc. Le choix de ces transformations revient à 
'architecte informatique, tantôt il sera contraint par une exigence non fonctionnelle, tantôt 
1 saura orienter ses choix par son expérience personnelle, il est difficile ici d'effectuer des 
~ecommandations quant aux transformations. L'outil proposé au chapitre 5 concernant cette 
::1.ctivi té assistera toutefois l'architecte informatique dans sa tâche. 
L'architecture physique est représentée via un diagramme d'Objets comme présenté à la 
:igure 4.20. 
4.5 Conclusion 
La méthodologie détaillée ici extrait un sous ensemble d'UML, et montre comment ces 
§léments peuvent servir à décrire les livrables requis pour les différentes phases du cycle de 
.rie proposé. La vision faite ici d'UML reste assez simpliste à dessein. Cette méthodologie se 
:::aractérise également par le rôle central que tiennent les usecases (à l'image d'Unified Pro-
:ess) où on retrouve la description d'une exigence fonctionnelle faite en 3 étapes successives 
:>roposée dans le cycle de vie. Cette méthodologie a servi de cadre à l'adaptation d'un outil 
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Adaptation d'un outil CASE 
5.1 Introduction 
Les outils CASE UML actuels sur le marché offrent souvent la possibilité de créer des 
·xofils UML en vue de spécialiser ces outils à des domaines particuliers. La méthodologie 
JML proposée au sein du chapitre 4 illustre de quelle manière on peut utiliser certains 
~léments d'UML pour modéliser un projet de développement. En créant un profil UML lié 
.l cette méthodologie, on va pouvoir conduire plus ou moins le processus de développement, 
~n offrant aux différents acteurs du développement des outils particuliers. Il peut s'agir 
.fo modèles de description, de conseils méthodologiques ou encore d'outils plus particuliers 
:>ermettant des transformations semi-automatiques de modèles, etc. Le premier point de ce 
-~hapitre présentera globalement la démarche pour établir les attentes quant au toolbox ainsi 
•:iue les exigences non fonctionnelles. Ces exigences non fonctionnelles constitueront le point 
5.3. Je citerai ensuite les outils envisagées pour le toolbox. Enfin, je présenterai le prototype 
du "toolbox" implémentant quelques uns de ces outils. 
5.2 Démarche d'élicitation des exigences 
Les exigences quant à l'outil n'étaient pas formellement établies. L'idée de base était de 
c::onstit uer un "toolbox", une "boite à outils" UML. 
L'identification des exigences sur l'outil s'est déroulée de manière analogue à la propo-
sition du cycle de vie et de la méthodologie. Au cours de réunions avec les développeurs 
du CITI, j'ai présenté quelles étaient les possibilités des profils UML, en quoi les profils 
pouvaient-ils aider au développement. J'ai présenté quelques prototypes d'outils et les dé-
.,.eloppeurs ont effectué leurs remarques concernant ceux-ci, si cela les aiderait vraiment ou 
non, ou bien ont proposé d'autres outils. 
En vue de ne pas introduire de confusion lors de ces réunions, j'ai préféré développer des 
petits prototypes, plutôt que de présenter des exigences sur l'outil elles-mêmes modélisées 
en UML. En effet je présentais déjà le cycle de vie, la méthodologie UML avec des exemples 
k>rs de ces réunions, un modèle UML de l'outil lui-même aurait pu introduire la confusion. 
Il est également plus facile d'avoir des remarques sur un prototype que sur un modèle UML. 
De plus, le travail le plus important ne consistait pas à comprendre le fonctionnement d'un 
des outils du toolbox ( et donc de présenter un modèle de cet outil) mais bien à trouver quels 
outils on pourrait développer et si ceux-ci sont pertinents. 
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Globalement ces réunions se sont bien passées, bien qu 'au début, les objectifs du toolbox 
ont été mal perçus. L'idée n'étant pas d 'imposer une méthodologie de développement basée 
sur UML, d'imposer la modélisation des architectures uniquement en UML, d ' imposer un 
outil CASE, etc. mais bien ... "Si on utilisait UML à quoi ressemblerait l'architecture? Si 
on utilisait UML, que peuvent apporter les profils?". La question du choix d 'un langage de 
modélisation est en effet débattue au sein du CITI , car, comme évoqué précédemment, les 
langages se complètent souvent et seul "le savoir-faire" del' Analyste ou de !'Architecte infor-
matique permettra de retirer les éléments les plus pertinents de ces langages pour modéliser 
l'architecture d 'un projet particulier. Par la suite, les réunions se sont très bien déroulées, et 
de nombreuses remarques permettant d'améliorer les outils ou d 'ajouter de nouveaux outils 
selon les besoins ont été formulées. 
5.3 Exigences non fonctionnelles sur le toolbox 
Tout d'abord le choix technique de l'outil CASE de softeam Objecteering s'est imposé à 
moi, car même si le CITI n'avait pas définitivement fait le choix d'un outil CASE UML pour 
ses développements, la courte durée de mon stage a conduit à ce choix personnel. De plus, 
le CITI possédait déjà une licence de "Objecteering Profile Builder", l'éditeur de profils de 
softeam. 
Une seconde exigence quant au tooolbox était la souplesse de l'outil car en effet, celui-ci 
ne devait pas imposer une méthodologie ou l'utilisation d'un outil, le développeur devait 
à tout moment pouvoir faire ce qu'il voulait dans son modèle sans être contraint par le 
Toolbox. Ceci se reflète au sein du toolbox par la possibilité d'une part de le désactiver et 
d'autre part de pouvoir utiliser les outils liés à n'imp01te quelle phase du cycle de vie, à 
n'importe quel moment. 
5.4 Les types d'outils envisagés et leurs apports 
Je liste ici quelques outils possibles proposés lors de réunions. Les types d'outils ont pour 
but de faire refléter la méthodologie, envisagée précédemment, par l'outil CASE. Dans ce 
cadre, on notera l'importance du chapitre précédent soulevant les différentes caractéristiques 
lors de la modélisation du développement qui "élicitent" de manière sous-jacente les exigences 
quant au toolbox. 
Un premier outillage se situe au niveau du cycle de vie de développement et de la 
sélection des éléments UML pertinents pour la phase en cours. Ceci tout en restant cohérent 
par rapport au critère de souplesse énoncé précédemment. Il est en effet possible par une 
adaptation de l'outil Case, selon la phase en cours, de ne proposer que les éléments les plus 
pertinents d'UML pour cette phase. Par exemple, si l'utilisateur fait part de son désir de 
modéliser des exigences ou d'analyser le domaine, on lui proposera des éléments UML tels 
Acteur, usecase, diagramme de séquence, etc. ainsi que les outils associés plutôt que des 
diagrammes de déploiement ou d'autres diagrammes jugés inopportuns pour cette phase. 
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Un deuxième type d 'outil provient de la possibilité de développer des outils permettant 
œ représenter la notion de "modèle de description" ( template) par des éléments UML et 
œ faciliter le remplissage de ces modèle de description par l'utilisateur. Si l'on prend, par 
e<emple, le cas du CITI, il existe quelques modèles de description incontournables (un acteur, 
lile exigence fonctionnelle possède son modèle). Une adaptation del outil CASE permettrait 
à l'utilisateur, chaque fois qu'il cherche à décrire un utilisateur d'obtenir automatiquement 
le "modèle de description" associé pour le pouvoir le remplir. 
Il est également possible de spécialiser des éléments UML par la notion de stéréotype, 
e:i procédant de la sorte les éléments d'UML pourront être beaucoup plus évocateurs pour 
l'utilisateur. Par exemple, la notion de classe se voulant être un concept assez général, (à bon 
e::;cient certes), sera beaucoup plus explicite si l'on parle de "classe persistante" , d ' "objet 
métier" dans le cadre d'une méthodologie. 
Un autre type d'outil envisagé est la possibilité d'effectuer des contrôles sur le(s) mo-
œ le(s) , supplémentaires à ceux inhérents à UML et aux outils CASE. En effet, les outils 
CASE se chargent souvent de vérifier la conformité du modèle de l'utilisateur par rapport 
à. un standard (ici UML). On peut ajouter une couche de contrôle au dessus vérifiant la 
c,Jnformité du modèle de l'utilisateur par rapport aux "bonnes pratiques" du CITI. Par 
e:<emple, si l'organisation fait le choix de ne pas modéliser des attributs ou opérations dans 
tm diagramme de classe, jugeant ceux-ci peu pertinents pour le client, on peut facilement 
c•Jntrôler cela automatiquement. 
Personnaliser un outil CASE peut permettre également de générer du code à partir d'un 
modèle spécifique. Ceci a été envisagé pour la génération automatique d'IHMs à partir des 
modèles de représentation des IHMs évoqués précédemment ( Chapitre 4). 
Des mécanismes permettant d'assurer la traçabilité peuvent également être établis, lors 
œ la modification d'une exigence èn amont, l'outil présenterait les répercussions sur l'archi-
tecture, etc. Ce type d'outillage ne trouve toutefois pas son équivalent au sein des adaptations 
faites pour le CITI. 
Enfin, les possibilités d'outillage sont grandes, une proposition faite au CITI a été un outil 
p~rmettant de "faciliter" les transformations permettant de passer d'une architecture logique 
à une architecture physique en partageant l'expérience interne des architectes informatiques. 
L'ensemble de ces outils proposés lors des réunions s'est vu implémenté au sein du tool-
bJx, à l'exception de l'outil destiné à assurer un mécanisme de traçabilité requérant plus de 
tEmps. 
5.5 Présentation du toolbox 
Les sections suivantes décriront plus en détail les outils proposés par le toolbox. L'archi-
tocture du code contenant les méthodes "clés" du toolbox et la description de ces méthodes 
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5.6 Toolbox et outil de gestion du cycle de vie 
Une adaptation de l'outil CASE a été faite en vue de conduire le développement par 
rapport au cycle de vie proposé. Il est en effet important de proposer à !'Analyste et aux 
Architectes informatiques les outils et éléments UML pertinents par rapport à la phase de 
développement en cours. Le rôle attendu ici est donc double : 
- D'une part, proposer à l'utilisateur une trame, un modèle vide constitué des divers 
diagrammes pertinents dès l'instant où l'utilisateur fait part de la phase en cours. Il 
existe un autre intérêt d'ordre "technique" par rapport la création de ce modèle vide, 
en effet, le "toolbox" attribue un certain statut aux éléments de telle phase ou l'autre 
et dès lors si un des outils du toolbox doit modifier un diagramme propre à l'analyse, 
il ne modifiera que ceux-ci. 
- D'autre part, ne proposer que les outils propres à la phase en cours. (Si phase d'ana-
lyse : modèle de description d'un acteur, d'un usecase ou d'une exigence non fonction-
nelle) 
Pour refléter les phases quelques stéréotypes ont été créés (figure 5.6). 
Stéréotype Classe parente Description 
«Capture des exi- Package Package intégrant les informations relatives à la mo-
gences» délisation de la phase de capture des exigences 
«Analyse» Package Package intégrant les informations relatives à la mo-
délisation de la phase d'affinement des exigences 
«Maquette» Package Package intégrant les informations relatives à la mo-
délisation des IHMs 
«Conception» Package Package intégrant les informations relatives à la mo-
délisation de l'architecture 
«Exigences» Package Package intégrant les informations relatives aux use-
cases 
«Domaine» Package Package intégrant les informations relatives à la des-
cription statique du domaine 
«PSM» Package Package intégrant le modèle logique associé à la phase 
de conception 
«PIM» Package Package intégrant les modèles intermédiaires et phy-
siques associés à la phase de conception 
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capture de besoin , pa r exemple, aura pour effet de créer la st ructure de packages stéréoty-
pés et les diagrammes (figure 5.3) et présentera également l'accès aux outils de la phase de 
capture des cxigences( figure 5.4). 
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FIG. 5.4 - Accès aux outils spécifiques à la capture des exigences 
5.7 Toolbox et outils associés à la phase d'analyse 
Le toolbox propose, pour la phase de "capture des exigences" et de "spécifications dé-
taillées des exigences 11 • des modèles de descript ion. des stéréotypes et une vérification par 
rapport aux bonnes pratiques de l'entreprise. 
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5.7.1 Description d'un acteur 
Concernant la description d 'un acteur, le toolbox propose un modèle de description basé 
sur les informations préconisées dans [Déc02j (Les informations requises sont les mêmes que 
celles fournies lors de l'exemple de www.jebouquine.com). La création d 'un acteur se fait 
via le toolbox( toutefois par respect du critère de souplesse, celle-ci peut toujours s effectuer 
normalement). Elle a pour résultat la création d 'un diagramme de usecase modélisant cet 
acteur et où viendront "se placer les usecase" propres à cet acteur. L'acteur est également 
modélisé au sein d 'un diagramme de usecase reprenant l'ensemble des usecases globaux au 
système1 . La descript ion de cet acteur , créée éga lement par le toolbox est modélisée via 
l'élément Note d 'UlVIL associée à cet acteur et pouvant être librement masquée. 
Le modèle de description reprend, outre le nom de l'acteur , la descrip t ion de celui-ci, 
les raisons pour lesquelles on a besoin de cet acteur et en quoi l'acteur est intéressé par le 
système. Lors de la sélection de l'outil permettant d'ajouter un acteur au sien du toolbox, 
on obt ient la figure 5.5. 
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FIG. 5.5 - Modèle de description d 'un ac-
teur 
L'option finale permet de choisir ou non de 
modéliser cet acteur ainsi que ses exigences 
au sein d 'un diagramme de usecase spé-
cifique à cet acteur. Le champ stéréotype 
permet de décrire la nature d 'un acteur. 
Les stéréotypes suivants ont été créés à 
cet effet : Utilisateur , administrateur, ut i-
lisateur privilégié, modérateur, internaute, 
webmaster, client , acteur interne, acteur 
externe, mais aussi analyste, développeur, 
architecte informatique. Seuls les stéréo-
types pertinents par rapport à la nature 
du projet sont proposés (sélection de la ty-
pologie du projet sur la fenêtre principale 
du toolbox parmi projet Web, Standalone, 
Distribué). 
5.7.2 Description d'une exigence fonctionnelle 
La descript ion d 'une exigence fonctionnelle peut se faire de deux manières (parfo is com-
plémentaires), si les informations concernant l'exigence sont déjà avancées, on aura utilement 
recours au diagramme de séquence associé au usecase modélisant cette exigence, mais le tool-
box offre une alternative basée sur le modèle de descript ion d 'Alistair Cockburn[Coc98] pré-
senté à la figure 4.2. Toutefois on veillera à refléter l'évolution des spécifications préconisées 
dans la méthodologie. Par manque de temps, l'out il ne reflète pas vraiment cette évolut ion 
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e-cigences et de spécifications détaillées des exigences. Le modèle reprend également la des-
c_·iption d 'exigences non fonctionnelles locales au usecase mais un autre outil du toolbox est 
œdié à la description de telles exigences. 
L'interface de l'outil se présente comme suit : 
A..,_, t fa 
Aoooi),: <iD,ailicollo_ .,._,,__ 
!fis:-' l l ! ,,_. <hl-..tdliMla--ot 
\ : ~ r 
....t:onul :5-."'-T•.~ 
1 lr,~,,-COUIS'G .. lntm!P .,_ .. _"'ub.-• .... •r-·--•·~"'""""'"' 
1 • 1 . ;:r , .. 11, ... _._...__ 
[•--ErdC..-· t>ellalaolh-.....,aucceall.l .......... i f ,,.....i__,..rd.a.,,....,doN...___________ : :lllporl-<illolaM....ii'gdociiior,,11~ 
. , , GOllionP....., 
i i p de c--.de 
l i 
: ! i i RediOlche por lite 
~ eiledEndû:mtion , lhe&Leteofthewœldlgoalaba,,drwd !, l. Rec:htwcheparlhenwl 
a , ; 
:5 1 i 
i"IÎDIIJ'Ada•:••~-.. ~~ .. Pllfllll'ad!W · : i +•• .:J I j P Aiout•loU...C-dlnole·.,_~----
\ "linllyAdofocucand- i ÎPAparltU..C..dlnolortoao-,dobal 
1t(le,,I 3 \l""~ .. ......,..,,. ... ciac,_ 
i\ ~ent.wt- .. 
1 ljs1 ..:] 
: : 
i l _,..,.. 1 




FIG. 5.6 - Modèle de description d'une exigence fonctionnelle 
Les champs Acteurs, " ... est inclus dans ... " proposent les usecase déjà modélisés. Il est 
é~alement possible de stéréotyper le usecase en SI, non SI et existant. Ces stéréotypes sont 
intéressants en phase de "spécifications détaillées des exigences" où l'on peut à partir de ce 
moment spécifier que tel usecase sera manuel, réalisé par le système d'informations ou déjà 
e:<lstant. Les 3 options permettent à l'utilisateur de spé_cifier s'il veut ou non . masquer la 
œscription, ne pas représenter le usecase au sein du diagramme principal de usecase, etc. 
Le usecase et sa description viendront s 'ajouter dans le modèle et seront représentés au 
sein du diagramme global {reprenant l'ensemble des acteurs et usecase) ainsi qu'au sein du 
clagramme de l'acteur concerné par une note contenant toutes les informations décrites. 
Concernant l'activité de description d'un usecase par un diagramme de séquence re-
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d'informations" et "composants" ont été créés sur la méta-classe "ClassifierRole" {Il s 'agit 
d 'un "rôle joué par une instance au sein d 'une collaboration"IGro03J" représentée dans les 
diagrammes de séquence et de collaboration). 
5.7.3 Description d'une exigence non fonctionnelle 
L'idée de proposer un modèle pour décrire les exigences non fonctionnelles a été également 
sollicitée lors des réunions, par manque de temps une veille dans le domaine n'a pas pu être 
réalisée et il aurait été intéressant d'intégrer quelques éléments du modèle de description 
de Volere IRR03] , etc. Toutefois en vue d'illustrer le principe, le toolbox propose d 'ajouter 
des exigences non fonctionnelles locales à un usecase ( modélisée via une note associée au 
usecase) ou globale au système (modélisée via une note associée au package du projet) grâce 
à une petite classification ainsi que quelques modèles de description de base. 
La modélisation d'une exigence non fonctionnelle se fait via la sélection parmi une clas-
sification non exhaustive d'exigences non fonctionnelles (figure 5.7). L'étape consiste à sé-
lectionner le usecase concerné parmi la liste de usecases déjà modélisés que lui propose 
le toolbox. Laisser ce champ vide aura pour résultat la création d'une exigence non fonc-
tionnelle globale au système. Le toolbox propose alors un petit modèle succinct pouvant 
reprendre quelques caractéristiques quant au type d'exigence voulu 5.8. Le toolbox crée 
suite au remplissage une note associée au usecase 5.9 au sein des divers diagrammes. 
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En vue de représenter les types d 'exigences non fonctionnelles , les stéréotypes suivant ont 
été créés par rapport à l'élément Note d'UML : Performances, Design constraints ( contraintes 
cuant à la conception), Cost constraints (contraintes de coût) , Test case (le usecase ou le 
système devra satisfaire au test suivant) , User support (support utilisateur), documentation, 
Examples, Time constraints (le usecase doit être livré pour telle date), Backup/ recovery 
(:::ontrainte pour assurer la fiabilité des données en terme de sauvegarde et de restauration) , 
laintainability (Contrainte relative à la maintenance), Flexibility (contrainte de souplesse) 
Portability, Security, Fiability. 
E,. 7 .4 Vérification par rapport aux bonnes pratiques de l'entreprise 
Le toolbox propose une couche de vérifications supplémentaires sur le modèle, au des-
&is des contrôles d'intégrité et de conformité à UML déjà réalisés par l'outil case. Ces 
\krifications se font par rapport aux "bonnes pratiques" du CITI. Elles ont pour objet es-
sentiellement de vérifier au sein du modèle de l'utilisateur, que l'utilisateur n'a pas employé 
ce diagrammes inadéquats selon la phase du cycle de vie. La capture des exigences ne de-
\.rait pas utiliser de diagrammes de déploiement, etc. Egalement, l'expérience du CITI, veut 
eue lors de la description statique du domaine par un diagramme de classe, les classes ne 
contiennent d'opérations ni d'attributs en phase de capture des exigences et pas d'opéra-
tions en phase de spécifications détaillées des exigences. Par respect du critère de souplesse, 
1~ toolbox ne modifie pas le modèle de l'utilisateur mais affiche une liste d'informations, 
œcommandations à ce dernier lorsque celui-ci a demandé une telle vérification (figure 5.10) . 
FIG. 5.10 - Vérification du modèle réalisé en phase de capture des exigences 
E.7.5 Description du domaine 
Concernant l'activité de description du domaine, en vue de représenter des objets métiers, 
le stéréotype "objet métier" a été créé sur la métaclasse "Class" décrivant un concept bien 
c:mnu du client dans son métier. Le toolbox, mis à part quelques vérifications décrites 
i:récédemment ainsi que la création du diagramme n'offre pas d'outil particulier pour cette 
a::tivité. L'utilisateur modélise lui-même le domaine et dispose de classes stéréotypées "objet 
métier" . 
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5.8 Toolbox et outil associé à la modélisation des interfaces 
Comme évoqué précédemment, il serait intéressant de choisir un modèle de représentation 
complet et validé par les développeurs pour les interfaces. A partir de tels modèles, on 
aurait pu concevoir un outil capable de générer du pseudo-code implémentant un prototype 
des interfaces. Par manque de temps, ceci n 'a pu être réalisé. Toutefois , le toolbox offre 
des recommandations (issues de 1Roq02I) pour modéliser les interfaces par deux modèles 
complémentaires de représentation. Ceux-ci sont identiques à ceux réalisés dans le chapitre 
4 pour le cas de www.jebouquine.com, un premier diagramme d 'activité pour modéliser 
l'enchaînement des interfaces, la dynamique entre ceux-ci et, en second, un diagramme de 
classe modélisant les informations contenues au sein des fenêtres (Figures 4.13 et 4.14). En 
poussant un peu plus loin ces modèles on aurait pu prévoir par exemple, des stéréotypes 
particuliers pour les attributs des classes contenues dans ces modèles, ces stéréotypes auraient 
alors, par exemple, défini des types lié à un langage d'implémentation (ex : Pour Java : 
JComboBox, JTextField, etc.). 
En vue d'aider l'utilisateur dans sa modélisation, le toolbox propose les quelques stéréo-
types suivants issu de [Roq02j pour le cas d'un projet web : 
- Stéréotypes associés aux activités : Page, action (de l'utilisateur) , Frame, Exception. 
- Stéréotypes associés aux classes : Vue Menu (Interface destinée à orienter l'utilisateur), 
Vue application (Interface destiné à la saisie et/ou la production d'informations) 
5.9 Toolbox et outil associé à la phase de conception 
5.9.1 Apport du toolbox pour la phase de conception 
L'outil doit conduire, aider la méthodologie explicitée en phase de conception au sein du 
chapitre 4. 
Dans cette méthodologie, on passe d'un modèle logique, (Platform indépendant model) 
vers un modèle physique (Platform specific Model) par une série de transformations succes-
sives. On appellera les modèles résultants de ces transformations intermédiaires des modèles 
intermédiaires (Low-level Transient Model). 
Ces modèles représentent un ensemble de composants plus ou moins spécifiques à la 
plat~forme et leurs relations, ceux-ci collaborant à la poursuite de l'objectif du système 
global. L'outil proposé partant d'une architecture logique va proposer de transformer les 
éléments de ces architectures en des composants plus ou moins spécifiques à la plat~forme 
jusqu'à obtenir une architecture physique. Un composant peut être un fichier XML, une 
base de donnée, un script PHP, ou encore un connecteur, une source de données, etc. Un 
composant possède un nom, un stéréotype et des couples [attributs, valeurs] le décrivant. 
Les exigences fonctionnelles du Toolbox quant à la phase de conception sont les suivantes, 
quel que soit le modèle en cours de l'utilisateur : L'outil devrait ... 
- proposer des composants plus ou moins spécifiques à l'utilisateur, des composants 
types, fruits de l'expérience des employés dans le domaine des architectures. 
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- Suite à l'ajout d 'un composant, proposer les composants "pouvant être liés" à ce der-
nier. Par expérience, un développeur sait que s'il ajoute le composant "Fichier XSL" , 
il aura besoin d 'un "processeur XSLT", le toolbox devrait refléter ces automatismes et 
proposer tous les composants pouvant être liés et éventuellement les ajouter au modèle 
en cours . 
- Suite à l'ajout d'un composant, proposer de lier celui-ci avec des composants déjà 
modélisés. L'ajout d'un "Fichier XSL" peut être lié aux "Fichier XML" déjà modélisés. 
Seuls les liens "pertinents" doivent être proposés à l'utilisateur. 
L'outil devrait donc connaître un ensemble de composants, de liens entre eux et la 
::i.otion de transformations entre ces composants. (Le modèle d'information est présenté en 
annexe B). Toutefois, ces informations doivent être issues de l'expérience des employés. Cette 
l'!xpérience s'enrichissant constamment, le toolbox se devait d'être évolutif de ce point de 
·, ue, celui-çi doit donc proposer en outre : 
- la possibilité d 'ajouter de nouveaux composants au toolbox, composants qui seraient 
alors proposés aux fonctionnalités attendues et citées précédemment. 
- La possibilité d 'ajouter des liens "possibles" entre composants (déjà existants ou nou-
veaux) au toolbox, composants qui seraient alors proposés aux fonctionnalités atten-
dues, citées précédemment. 
- La possibilité d'ajouter des transformations possibles entre composants au toolbox, 
composants qui seraient alors proposés aux fonctionnalités attendues et citées précé-
demment 
] ne faut donc pas confondre au sein de ce chapitre les deux notions : 
- La notion d'ajouter un composant (, lien ou transformation}à une architecture qui est 
une fonctionnalité du toolbox permettant à l'utilisateur de choisir un composant(, lien 
ou transformation) et de l'ajouter dans son modèle 
la notion d'ajouter un composant au toolbox qui est la possibilité d'étendre le toolbox 
de telle façon, que le toolbox dans sa fonctionnalité "d'ajout d'un composant à une 
architecture", par exemple, propose désormais ce nouveau composant. L'ajout d'un 
composant au toolbox est également une fonctionnalité du toolbox. 
De plus une telle extensibilité du toolbox me paraissait plus judicieuse étant donné 
qu'en développant le toolbox, je ne pouvais me permettre d'y placer des composants, 
liens ou transformations si celui-ci restait statique n'ayant pas suffisamment d'expé-
rience dans le domaine, les composants proposés initialement n'auraient peut-être pas 
été pertinents. L'ensemble de composants initiaux peut donc être étendu mais aussi 
modifié. 
5.9.2 Prototype de l'outil du toolbox lié à la phase de conception 
Un prototype de l'outil a été développé et intégré au toolbox, celui-ci implémente les 
fonctionnalités requises, il a été présenté lors d'une réunion aux différents développeurs. 
Concernant l'activité de modélisation d 'une architecture logique, les stéréotypes sui-
vants ont été créés sur la métaclasse "ClassifierRole" ; 11 Object Entity", "Interface", "Objet 
persistant II et II Control II correspondant aux conceots maninn]P.s cl::i.ns r.P.t.t,P. mi>mP. ::irt.i-
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Dans un premier temps, !"outil veille à créer les diagrammes adéquats vides. La pre-
mière étape pour l'utilisateur consiste à modéliser son architecture logique au sein du 
diagramme correspondant et semblable à !"architecture logique présentée au chapitre 
4 4. 19. Un outil intéressant pour le toolbox aurait été de proposer à l'ut ilisateur de 
développer une première esquisse d'architecture possible à partir des informations rela-
tives aux exigences contenues au sein des diagrammes de séquence ou de collaboration 
réalisés dans les phases précédentes . Le toolbox aurait alors proposé par exemple un 
modèle en 3 couche (Interface, Control, Entity, objet persistant) en recherchant les 
éléments stéréotypés de la sorte au sein des différents diagramm s. 
Du modèle logique vers un premier modèle intermédiaire 
Le toolbox propose une première étape consistant à t ransformer son modèle logique 
en un modèle intermédiaire dont les composants seront plus ou moins spécifiques à la 
plate-forme. La figure 5.9.2 représente l'outil dans cette première étape. 
~ Toolbox:CITI: Ou Platform lndependant Model vers le Platform Specific Model 
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FIG . 5.11 1er niveau de transformation du modèle logique 
1 : Le toolbox présente dans cette partie les éléments du modèle logique à l'utilisa-
teur . Sélection d"un élément du mo lèle logique (package ou classe). 
2 : Un ensemble de composants est présenté à l'u t ilisateur, celui-ci est représenté 
par un arbre où la relation entre noeud et feuille désigne la transformation du 
composant au niveau du noeud en un composant plus spécifique associé au niveau de 
la feu ille. Selcction parmi ces composants d'un composant jouant le rôle de r élément 
sélectionné dans le modèle logique. 
3: Cc bouton radio signifie que le toolbox devra proposer tout les éléments pertinents 
pouvant être associés au comoosant s0. lw:tionrn'- Pn ? 
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L'utilisateur choisit dans une première étape de transformer une interface "Recherche 
Titre" en un script. Sans auc.:une des options en 3 et 4 cochées. Le toolbox transforme 
alors ce composant sur le modèle intermédiaire. Supposons maintenant qu'il décide 
de transformer l'élément Entity "P-Catalogue" en un "EJB component" , c'est avec 
cette fois ci l'option 3 sélectionnée. La figure 5.12 illustre les conséquences du choix de 
1 option 3. La figure 5.1 ;3 montre le diagramme intermédiaire produit par le toolbox. 
Désirez vous ajouter le composant EJB Container? FF 
r .. w~- . 1 . ~ . ~ .. ~ l ~ t~ 
l Q.K · C~ncel 
j ----~ ----~ rie ç, 






Le toolbox dans ce cas-ci va pro-
poser successivement les composants 
suivants , supposons les réponses de 
l'utilisateur entre crochets : EJB Contai-
ner[OK],JBoss[Cancell, JDBC[Cancell, 
Connecteur Data[OKJ. 
Le toolbox propose successivement 
"JDBC" et "Connecteur Data", car un 
connecteur Data peut être lié à un "Ejb 
Component" et "JDBC" est une transfor-
mation spécifique de "Connecteur Data ". 
(Sorte d'héritage du lien, toutefois, l'héri-
tage n 'est pas géré par le toolbox , les 2 
liens entre "JDBC'' et "EJB component" 
ainsi qu'entre "Connecteur Data" et "EJB 
component " sont enregistrés tout deux: au 






FIG . 5.13 - Modèle intermédiaire produit par le toolbox 
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Ces premiers choix de transforma tions effectués par l 'architecte informatique restent 
peu spécifiques à la plate-forme, c1 ·autres transformations viendront s 'effectuer sur ces 
premiers composants produisant à terme un modèle physique, spécifique à la pla te-
forme. L'architecte informatique pourra encore ici spécifier que ses éléments du package 
11 persistent 11 constitueront une 11 source de données" (il peut sélectionner tout un pa-
ckage) . L'opt ion 4 sur la figure 5.9.2 a pour objet de stipuler a u toolbox d 'essayer de 
lier le nouveau composant produi t aux composants déjà présents dans le modèle inter-
médiaire. Supposons en effet que l'architecte informatique désire t ransformer les objets 
persistants en une source de données avec l'opt ion 4 activée. Le toolbox trouve un lien 
pertinent entre une "source de données 11 et un "connecteur data" comme illustré à la 
figure 5.14. Le résultat est présenté à la figure 5.15 
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FIG. 5. 14 - Transforma tion des objets persistants en 11 une source de données 11 , proposition 
d 'un lien 
Le toolbox a trouvé un 11 connecteur cla.ta 11 clans le modèle intermédiaire or celui-ci peut 
être lié à la source de données cl 'où la proposition. Toutefois, le toolbox vérifie que ce 
connecteur data n 'est pas déjà lié par le même type de lien (même nom) avec une source 
de données déjà modélisée auquel cas, il ne propose pas de lier avec la nouvelle source 
de données en vue de limiter les propositions faites à l'utilisateur pouvant s·avérer 
clans certains cas peu pert inentes. 







Pockege .Data peroistent 
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FIG. 5.15 Résultat suite à la transformation de "data persistent" en source de données 
Ajouter les composants liés à un composant existant sur le modèle inter-
médiaire 
Une option du toolbox permet à tout moment 'de prendre un composant déjà existant 
du modèle intermédiaire et d 'ajouter tout les composants pouvant être liés. Ceci est 
analogue à l'option 3 de la figure 5.9.2. Supposons cette fonctionnalité effectuée sur 
l'objet Script, le toolbox trouve alors qu'un script peut éventuellement être lié à un 
"Servlet Engine", il propose ce choix à l'utilisateur qui le valide et obtient le modèle 
présenté à la figure 5.16 
«SeIVJet ~» 
SeIVlet E,,gine : 
ut 
<<Scripts>> 








Pockage Data persistent · 
FIG. 5.16 - Ajout d'un Servlet Engine 
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Ajouter un composant au modèle au modèle intermédiaire 
Certains composants ne sont pas dérivés directement de composants du modèle logique. 
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Il est possible de sélectionner plusieurs 
composants et de les ajouter en un coup. 
Tous les composants sélectionnés peuvent 
posséder des liens pertinents entre eux, 
ceux-ci sont créés par le toolbox si l'option 
"Lier entre eux et aux composants du mo-
dèle" a été sélectionnée. Le choix de cet te 
option a également pour conséquence de 
créer les liens pertinents entre les compo-
sants ajoutés et les composants déjà exis-
tants dans le modèle intermédiaire ( du 
moins ces liens sont proposés à l'ut ilisa-
teur) . 
FIG. 5.17 - Ajout d 'un composant Web Application Server au modèle intermédiaire 
Le toolbox propose de lier le composant 
"Servlet Engine" au nouveau composant 
Web Application Server car un lien entre 
les deux est pertinent. Il proposera en-
suite un lien avec l 'EJB Container exis-
tant dans le modèle intermédiaire. 
FIG . 5.18 - Proposition d 'un lien 
Le fait de choisir de "proposer les composants liés" est analogue à l'option 3 de la 
figure 5.9. 2 mais est répété pour tout les composants sélectionnés par l'ut ilisateur dans 
la fenêtre d ' "a jout d · un composant" , tou tefois, si deux des composants sélectionnés 
peuvent être liés à un composant Y, Y ne sera proposé qu 'une seule fois à l'utilisateur. 
S.9 Toolbox et outil associé à la phase de conception 
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91 
FIG. 5.19 - Resultat de r ajout du Web Application Server au modèle de la figure 5.16 
Transformations du modèle intermédiaire 
L'utilisateur peut également continuer à transformer ses composants par des choix 
technologiques issus de sa propre expérience ou d 'exigences non fonctionnelles forma-
lisées lors des étapes précédentes. Supposons le modèle intermédiaire issu de la figure 
5.19. L'interface liée à la transformation de modèle est présenté à la figure 5.20. 
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FIG . 5.20 - Toolbox et transformations 
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L'outil présente d 'une part les composants du modèle actuel au sein d 'un arbre , les 
fils de la racine représentant chacun de ces composants. Le toolbox propose alors pour 
chacun de ces composants les transformations possibles et ceci récursivement jusqu'au 
niveau terminal ( transformations de composants transformés, etc.). Il s'agit i ·i pour 
l'architecte informatique soit de tenir compte de son propre savoir-faire, soit de tenir 
compte dE',s éventuelles exigences non fonctionnelles identifiées précédemment pour 
choisir correctement ces t ransformations. L'expérience de l architecte aidant , il sera 
amené à transformer le "Web Application Server 11 implémentant cle,s 11 EJB container" 
en II JBoss 11 • Il convertira également le 11 script 11 Recherche Titre en "Page JSP'' , l'"E.JB 
Component" P-Catalogue en EBJ Entity. 
<<Col\lleCteUI Data>> 
Connecteur Dats: 
Package :Data persistent: 
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Comment • theBestAvailableVmion 
FIG. 5.21 - Modèle intermédiaire de l'utilisateur après les transformations évoquées à la 
figure 5.20 
Soumission de nouveaux éléments au toolbox 
Les utilisateurs du Toolbox peuvent soumettre des nouveaux composants, liens et 
transformations. Ces nouveaux éléments pourront être utilisés au même titre que les 
autres composants déjà introduits dans le toolbox. En vue de contrôler l'ajout de tels 
éléments, ceux-ci doivent être validés par un administrateur du toolbox, celui-ci étant 
en possession d 'un outil supplémentafre (un autre profil UML) pour pouvoir valider les 
diverses propositions (Voir section 11 Administration du toolbox 11 ). Cette extensibilité 
du toolbox constitue une mise en commun de l'expérience des architectes informatiques 
du CITI. 
Supposons qu'un architecte cherche à soumettre un composant "Connecteur sécurisé" 
qui est une transformation du composant 11 connector 11 déjà présent dans le toolbox. Il 
cherche également à spécifier 11 OpenSST 11 , transformation spécifique de "Connecteur 
sécurisé". Il cherche également à proposer le lien 11 input-output 11 entre 11 XML file" 
( déj a existant dans le toolbox) et 11 OpenSST 11 • 
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A,c<.éer des propr~, 1 
............... ' 
Cr6ed•- 1 
1 : Saisie d un nom par défaut pour le 
composant et d 'un stéréotype désignant 
ici le type du composant. Il est à pré-
ciser ici que normalement il n'est pas 
possible de créer de nouveaux stéréo-
typ · sans passer par l'éditeur de profils 
, le toolbox simule donc ici le stéréotype 
par une 11 tagged Value" ce qui explique 
également l'impossibilité d 'associer une 
image aux nouveaux composants. 
- 2 : Une liste de composants dispo-
nibles est dressée, l'utilisateur spécifie 
celui dont le nouveau composant est une 
transformation spécifique 
- 3 : Définition d'attributs et de valeurs 
par défaut 
FIG. 5.22 - Soumission d'une demande du nouveau composant "Connecteur sécurisé" 
jOoenSSTl 
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- 1 : Une liste des composants en cours de 
validation, l'utilisateur spécifie le com-
posant existant dont le nouveau compo-
sant est une transformation spécifique 
- 2: Une petite interface permet d'ajouter 
le type et la valeur d une propriété. 
94 Adaptation d ' u n outil CASE 
r-oocwm ::ipecuic M ooet o10901neque oe composants ---- --;===========- --------------, 
Composants di~s 
El- ♦ POFFile 
Ste,eotype•POF Ftle 
LocaisabonaOEFAULT 
El · ♦ Data 
Steteotype=Oola 
El ♦ Seivlet Engr,e 
Ste<eot)'l)e•Se<vlet Engone 
El ♦ ERP 
Ste<eotJPe•ERP 
El ♦ SAP ~ Toolbox:CITI 
1 Ste,eotype=SAP 
Vers,on•Defd 
El + 9Dll 
Steteot-,Pe-xML Fio 
Locaisahon• Oolault 
Él ♦ Pa,,e,XML -
Ste,eotype•Pa,se,XM 
Ajouter un type de COITll)O$ant 
Nom 
Demandes de CO!l1)osanls 
8- MélaModète 
L+ é- + CoMecto, 
Èl- + Coooecteu, Sécu11,é 
r-- Stereotype..Connecteu, Sécunse 
e- + l!niii 
' t Ste,oot_ype-OpenSST 
......... 
- - -
Nom du ien 
1input-ou1uu1 
C,éer le &en 
F IG. 5.24 Soumission d 'une demande de lien 11 OpenSST 11 input-output "XML File" 
En arrière-plan se trouve l'interface dédiée à l'a jout de composants et de saisie de demande 
de nouveaux composants, liens et transformations. En vue d 'ajouter un lien, l'utilisateur 
sélectionne deux composants au sein de cette fenêtre (Existants ou en cours de validation) 
et indique un nom . 
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F IG. 5.25 - Liste des composants , transformations et lien en cours de validation 
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Administration du toolbox 
L'administrateur dispose d 'un profil UML supplémentaire, il peut accéder à l'outil 
"Administration" , celle-ci est constituée de l'outil présenté à la figure 5.26 
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FIG. 5.26 - Administration du toolbox 
1 Liste des composants t transformations présents dans le toolbox 
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::.,'administrateur peut valider (figure 5.9.2) ou invalider une demande d 'un composant ou 
:l 'un lien , il peut également valider une demande de composant mais en respécifiant la 
-:;ransforma.tion, par exemple spécifier qu 11 openSST 11 serait une transformation d 'un autre 
:omposant . Il peut supprimer des composants ou des liens existants, il peut également 
::hanger le statut d 'un composant ( et la transformation associée) en demande de composants 
JU changer le statut d 'un lien en demande de lien . 
5.9 .3 Remarques 
Je reprends ici quelques remarques personnelles ou proposées lors de réunions en vue 
d · améliorer le toolbox. 
Concernant l'ergonomie des interfaces , celle-ci est peu conviviale, certains éléments 
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FIG. 5.27 - Résultat de la validation des demandes 
Les composants, liens et transformations ajoutés peuvent maintenant être l'objet des fonc-
tionnali tés du toolbox pour tous les projets et u tilisateurs. 
premier modèle intermédiaire et d 'au tre part les transformations des modèles inter-
médiaires qui suivent. Ces transformations étant de même nature, la fonctionnalité 
devrait être la même. Par rapport à l'exemple cité au chapitre 4, après avoir a jouté 
les composants "Entity ", "Control" , "Boundary" (interface) au toolbox ainsi que les 
transformations "Boundary" -> "scripts" , on effectuerait des transformations direc-
tement à partir du modèle logique puis éventuellement d 'autres transformations en 
passant toujours par cette même fonctionnalité de transformation. Le fait d 'avoir 
scindé la première étape de transformation et les autres étapes de transformations 
découle du fait qu'une architecture logique est souvent modélisée par un diagramme 
de classe (au CITI), et une archi tecture physique par un diagramme d 'objet . Les 
fonctionnali tés ne sont donc pas tout à fait identiques du point de vue du code. 
Il a été proposé lors des réunions d 'ajouter un mécanisme de mémorisation de "jus-
tifications associées aux transformations 11 
5.10 conclusion 
Les outils proposés au CITI ont l'intérêt majeur d 'illustrer les possibilités quant à 
la réalisation de profils UML adaptant l' outil CASE "objecteering" qu 'il s'agisse de 
stéréotypes, de templates de description , ou d 'outil de transformation de modèle, ceux-
ci mont rent comment le développement peut être guidé, suivant les recommandations, 
les habitudes de l' entreprise et pouvant même ici faire partager les connaisssances 
1 · 
Conclusion 
Les modèles de cycles de vie se doivent d'être adaptés au contexte de l'entreprise 
ou même d 'un projet. Le cycle de vie proposé au CITI n'est à considérer que (est 
figé) sous l'angle des activités, des livrables intermédiaires associés aux phases plutôt 
que sous l'angle de l'ordonnancement des phases, de l'attribution des ressources aux 
activités ou de la gestion du projet . Le cycle de vie est ici un support en vue d 'illustrer 
les possibilités d 'UML et d 'adaptation d 'un outil case. C 'est pourquoi le cycle de vie 
proposé reste assez classique avec une succession de livrables intermédiaires. Etablir 
un modèle de cycle de vie moins classique, de type Agile, par exemple, aurait été moins 
intéressant du point de vue de l'outillage CASE. 
La méthodologie UML est issue de la description de ces activités et de ces livrables 
proposée dans le cycle de vie. La méthodologie extrait un sous ensemble d'UML, 
sélectionne quelques diagrammes qui s'avèrent adéquats pour modéliser les livrables 
attendus au sein de chaque phase du cycle de vie identifiée auparavant. et énonce 
quelques bonnes pratiques quant à la modélisation d'un projet. En définissant une 
méthodologie adaptée aux habitudes des développeurs, on pallie à l'ambiguïté séman-
tique d 'UML auxquels les développeurs ou le client sont parfois confrontés en utilisant 
UML. 
Grâce aux possibilités offertes par les profils uml, on peut adapter un outil CASE. On 
peut alors offrir aux acteurs d'un projet différents outils associés aux phases du cycle 
de vie. Le toolbox illustre cette démarche et offre à l'utilisateur quelques modèles 
de description d'éléments faisant partie intégrante des livrables associés aux phases 
du cycle de vie d'un développement, il offre également des outils de vérification par 
rapport aux bonnes pratiques de l'entreprise, des outils de transformations (semi-
)automatiques de modèle peuvent également aider le développeur dans la réalisation 
de l'architecture. 
L'apport de ce mémoire par rapport au CITI réside sur plusieurs points. 
Tout d'abord, par la proposition d'un cycle de vie et d'une méthodologie, les techniques 
de développement et les modèles produits au CITI se voient uniformisés, ceci rentre 
dans un objectif d'apprentissage et de sensibilisation d'UML aux développeurs. 
Un second apport réside dans la personnalisation d'UML qui est faite où, par la dé-
finition de la méthodologie et de quelques extensions d'UML, on "désambiguïse" ce 
langage quant à sa sémantique, on le rend plus compréhensible par le client et les 
développeurs. 
Enfin, par rapport à l'objectif initial d'illustrer les possibilités offertes par les profils 
UML, le toolbox développé montre comment l'adaptation d'un outil CASE peut per-
mettre de conduire le développement d'après une certaine méthodologie, de faciliter 
la vérification et la validation des produits. L'outil CASE adapté par ces profils de-
vient alors le garant de la qualité du développement logiciel pom une entreprise, il 
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toolbox. 
Il aurait été intéressant pour cet outillage au processus de développement d'adopter 
une démarche plus importante que celle entreprise ici, d'effectuer une sensibilisation 
plus marquée des développeurs par rapport à l'intérêt du toolbox. Un tel outillage 
au processus de développement exige d'arriver à un certain consensus de la part des 
développeurs, une certaine homogénéisation des pratiques et des habitudes ce qui dans 
le contexte de petits projets développés en interne peut encore paraître faisable, mais 
qui dans le contexte plus général des projets d'innovation peut s'avérer fastidieux. Des 
travaux plus importants de veille sur les besoins en terme de méthodologie pour les 
projets du CITI permettraient d'améliorer le toolbox. 
Avec plus de temps accordé, il aurait été intéressant de tester ce toolbox sur des projets 
en cours au CITI, afin d'obtenir un certain retour d'expérience et éventuellement 
adapter le toolbox. D'autres perspectives intéressantes restent la réalisation d'un 
outil veillant à assurer un mécanisme de traçabilité des éléments UML (mais dont 
la portée resterait toutefois au niveau de l'outil case concerné), d'un outil chargé de 
générer de petits prototypes d'IHMs à partir d'un modèle suffisamment complet, ou 
encore de profils spécialisant l'outil CASE à un domaine de recherche particulier. 
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Annexe A 
Architecture du toolbox 
Je reprends ici l'architecture représentant l'organisation du code du toolbox, il s'agit 
là d'une documentation post-développement, cette architecture ayant évolué au fur et 
à mesure des exigences élicitées lors des réunions. Elle ne reprend que les éléments clés 
du toolbox, de nombreux éléments étant liés aux particularités de ce langage. Le profil 
créé quant à l'administration, plus simple, n'est pas décrit ici. 
II Architecture du toolbox 









FIG. A.l - Architecture associée aux outils proposés pour l'analyse 
.A.2 Architecture associée aux outils proposés pour la conception III 
A.2 Architecture associée aux outils proposés pour la concep-
tion 
IV Architecture du toolbox 
A.3 Objet des composants de l'architecture 
Je fais ici une brève description de quelques méthodes clés dans un but de mainte-
nance éventuelle bien que normalement il s 'agit d un prototype et est donc susceptible 
d'être jeté, les objets et méthodes spécifiques à des petits éléments graphiques ne sont 
pas repris ici (fastidieux), également les mécanismes d'interaction avec le modèle de 
l'utilisateur ne sont pas repris (facilités en langage J). Les composants de cette archi-
tecture sont des méthodes, ces méthodes sont déclarées sur des méta-éléments UML 
ou des méta-éléments propres à Softeam. Les paramètres de ces méthodes ne sont pas 
tous rendus explicites, en effet, ces méthodes utilisent des informations saisies dans 
certaines fenêtres ou modifient ces informations sans que ces paramètres soient décrits 
dans l'en-tête. 
A.3.1 package :MainMenu() 
Main Menu est une méthode propre au Package, un projet de l'utilisateur étant un 
package ( contenant des diagrammes ou des packages). 
Pré : un projet est initié 
Objet de la méthode : L'interface principale du Toolbox est créée, celle-ci donne accès 
aux outils du toolbox (Cette fenêtre est un Objet "JNoModalBox"). Elle commence 
par l'affichage d'un menu demandant la phase en cours du projet en vue de proposer 
tous les outils associés à cette phase, cette fenêtre évolue donc en fonction de la phase. 
A la fin d'un projet, elle présente l'ensemble des outils possibles comme présenté à 
la figure A.4. L'utilisateur a toujours accès normalement à son projet. L'appel de 
cette méthode se fait via une commande l'appelant . L'utilisateur peut initier cette 
commande comme présenté à la figure A.3, l'accès aux outils d'administration se fait 
via un profil particulier. 
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FIG. A.4 - Fenêtre principale du toolbox en fin de projet 
V 
VI Architecture du toolbox 
A.3.2 JNoModalBox :Build() 
Outil accessible en phase de Capture des besoins et des exigences. Cette méthode est 
appelée par le bouton "Créer acteur, exigences, etc." de la fenêtre créée par Main-
Menu(). 
Pré : Le projet possède les documents (vides ou non) dédiés à la phase de capture des 
exigences ou de spécifications détaillées des exigences. 
Objet de la méthode : Elle a pour but de créer une interface dèdiée au choix des outils 
de saisie d 'une exigence fonctionnelle(BuildU seCase()), non fonctionnelle(BuildNonFunctionn, 
ou de création d'un acteur(BuildActor()) . 
Cet outil étant analogue pour la phase de capture des exigences ou de spécifications 
des exigences, il est proposé indifféremment pour les deux phases, les boutons "radio" 
servant à spécifier si l'on désire ajouter l'exigence ou l'acteur dans le modèle de la 
première phase ou de la seconde ou encore au sein des deux. 
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FIG. A.5 - Interface dédiée à l'accès à la saisie d'une exigence fonctionnelle, non fonctionnelle, 
ou d'un acteur 
A.3.3 JNoModalBox :BuildActor() 
Cette méthode a pour but de créer un objet JNoModalBox dédié à la saisie du modèle 
de description d'un acteur. 
Pré: Le projet possède les documents (vides ou non) dédiés à la phase de capture des 
exigences ou de spécifications détaillées des exigences. 
Objet de la méthode: Le modèle de description d'un acteur est présenté à l'utilisateur. 
- - - - - - - - - - --
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FIG. A.6 - Modèle de description d'un acteur 
A.3.4 JNoModalBox :BuildtheActor() 
VII 
Pré : Le projet possède les documents (vides ou non) dédiés à la phase de capture des 
exigences ou de spécifications détaillées des exigences. 
Objet de la méthode : Le modèle de description d'un acteur, d'où est appellée cette 
méthode, se voit modélisé dans le projet de l'utilisateur en fonction du choix effectué 
au sein de Build() (capture des exigences ou spécifications détaillées des exigences). 
L'acteur sera créé au sein du modèle, il sera représenté avec sa description au sein 
du diagramme de usecase global (reprenant tous les acteurs et toutes les exigences). 
Selon les choix faits par l'utilisateur au sein de la fenêtre créée par BuildActor(), un 
diagramme spécifique à cet acteur sera créé et l'acteur et sa description y seront éga-
lement représentés. La description est modélisée via l'élément uml Note stéréotypée 
«Description» associée à cet acteur. L'acteur sera éventuellement stéréotypé si l'utili-
sateur stipule un stéréotype particulier. 
A.3.5 JNoModalBox :BuildUseCase() 
Cette méthode a pour but de créer un objet JNoModalBox dédié à la saisie du modèle 
de description d'une exigence fonctionnelle. 
Pré : Le projet possède les documents (vides ou non) dédiés à la phase de capture des 
exigences ou de spécifications détaillées des exigences. 
Objet de la méthode : Le modèle de description d'une exigence fonctionnelle est pré-
senté à l'utilisateur. Celui-ci présente également automatiquement l'ensemble des ac-
teurs déjà modélisé (pour le choix d 'un acteur primaire ou secondaire déclenchant 
cette exigence) ainsi que l'ensemble des usecase déjà modélisé, en vue de spécifier si 
l'exigence fonctionnelle est incluse dans un de ces use cases. 
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FIG. A.7 - Modèle de description d'un usecase 
A.3.6 JNoModalBox :BuildtheUseCase() 
Pré : Le projet possède les documents (vides ou non) dédiés à la phase de capture des 
exigences ou de spécifications détaillées des exigences. 
Objet de la méthode : Le modèle de description appelant cette méthode se voit mo-
délisé au sein du projet l'utilisateur en fonction du choix effectué au sein de la fenêtre 
créée par Build(). 
Selon les choix faits par l'utilisateur au sein de BuildUseCase() , l'exigence fonction-
nelle sera créé au sein du modèle, elle sera représentée avec sa description via l'élément 
uml "usecase" au sein du diagramme de usecase global (reprennnant tous les acteurs 
et toutes les exigences), ce usecase sera éventuellement représenté au sein du/ des dia-
grammes spécifiques associé à l' / aux acteur(s) déclenchant ce usecase. La description 
est modélisée via l'élément uml Note stéréotypée «Description» associée à ce usecase. 
A.3 Objet des composants de l'architecture IX 
A.3.7 JNoModalBox :BuildNonFunc() 
Pré : Le projet possède les documents (vides ou non) dédiés à la phase de capture des 
exigences ou de spécifications détaillées des exigences. 
Objet de la méthode : Une classification d 'exigence non fonctionnelle est présentée 
à l'utilisateur. Le choix d'un type d'exigence non fonctionnelle affichera automati-
quement un petit modèle de description associé à ce type. Une liste de usecase déjà 
modélisés est présentée à l'utilisateur, celle-ci permet de spécifier à quel usecase se 
rapporte l'exigence non fonctionnelle. 
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FIG. A.8 - Modèle de description d'une exigence non fonctionnelle 
A.3.8 JNoModalBox :BuildtheNonFunc() 
Pré : Le projet possède les documents (vides ou non) dédiés à la phase de capture des 
exigences ou de spécifications détaillées des exigences. 
Objet de la méthode : La description de l'exigence non fonctionnelle est crée sous 
forme d'une note UML associée au use case (si locale à un usecase) ou au Package 
d'exigences (si globale au projet) et représentée au sein des diagrammes reprenant le 
usecase concerné. La "Note" est stéréotypée comme «TYPE de l'exigence non fonc-
tionnelle». 
A.3.9 JNoModalBox :ListCapture(), ListAnalyse(), CaptBprat(),AnalB1 
Ces méthodes créent des fenêtres ayant pour but de produire les informations à l'uti-
lisateur quant aux stéréotypes disponibles pour chaque phase, ainsi que les bonnes 
pratiques associées aux phases. 
A.3.10 JNoModalBox :checkCapture().CheckAnalvse() 
X Architecture du toolbox 
Objet de la méthode : Une interface est crée produisant à l'utilisateur la liste des 
problèmes rencontrés dans son modèle par rapport aux bonnes pratiques de l'entreprise 
et selon la phase. 
(Présence de diagrammes inopportuns, présence d'opérations dans la description du 
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FIG. A.9 - Vérification de modèle 
A.3.11 JNoModalBox :PimtoPSM() 
Pré : Le projet possède les documents (vides ou non) dédiés à la phase de conception. 
Objet de la méthode : Une interface reprenant dans la partie gauche, l'ensemble des 
éléments du modèle logique de l'utilisateur et dans la partie droite l'ensemble des 
composants plus ou moins spécifiques est proposée. 
A.3 Objet des composants de l 'architecture 
~ Toolbor.CITI: Du Platform lndependant Madel vers le Platform Specific Model 
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FIG. A.10 Du modèle logique vers un premier modèle intermédiaire 
A.3.12 JNoModalBox :Instance ame(inout String Name) 
XI 
Pré : Le projet possède les documents (vicies ou non) dédiés à la phase de conception. 
Objet de la méthode : Cette méthode prend un nom de composant en paramètre. Si un 
composant possède déjà le même nom au sein du modèle intermédiaire. elle ajoutera 
à celui-ci le suffixe " 1 ", et si un tel type de suffixe existe déjà, elle incrémentera la 
valeur numérique. Le nouveau nom est renvoyé à la méthode appellante. 
A.3.13 J oModalBox :Créationducomposant(lparl) (in J'Ireeltem[]) 
Pré : Le projet possède les documents ( vides ou non) dédiés à la phase de conception. 
Objet de la méthode : Cette méthode reçoit une liste de JTreeitem, références vers des 
composants sélectionnés par l'utilisateur et destinés à l'a jout ur le modèle intermé-
diaire. Elle ajoute ceux-ci au modèle intermédiaire en ayant pri oin de vérifier que 
de tels composants n'existent pa déjà(appel à Instance Name), selon les options de 
l'urili ateur. les composants pouvant être a so i 's eront créés et / ou les composants 
seront liés entre eux et avec ceux du modèle int rmédiaire (appel à addlinks( in String 
Stereotype. in Instanc X)). 
A.3.14 J'Ireeltem : :addlinks(in String Stereotype, in Instance X) 
_______ P,-b ·In nrniPt nnss?>rl n lPs rlnr11m <'nts (vid f's 011 non) dédiés à la ohase de conceot ion. 
XII Architecture du toolbox 
Si l'option showComponents ( 11 Proposer les composants pouvant être liés 11 ) est sélec-
tionnée : on cherche les composants pouvant être liés dans le modèle d 'informations 
du toolbox -> Proposition d 'un composant. 
Si l'option Interlinks ("Essayer de lier entre eux et aux composants déjà présents") 
est sélectionnée : on cherche les composant pouvant être liés dans 1 s informations 
du toolbox, on confronte avec les composants t rouvés dans le modèle intermédiaire ou 
avec les autres composants en cours de création, on propose le lien . 
Ces options se trouvant sur la fenêtre créée par la méthode ayant appelé la création 
du composant ( et indirectement addLinks( ... ) ) sinon, elles sont considérées à faux. 
JTreei tem :searchinstancesandLinkit (in String om du lien , in String Stereotype in 
Instance X) a pour rôle d 'éventuellement créer le lien entre le composant nouvellement 
créé (Ins tance X) et le composant "compatible" ou bien de créer un nouveau composant 
(et le lien) pouvant être lié au compo ant nouvell ment créé (Instance X) . 
A.3.15 J oModalBox : :DesignMDA() 
Pré : Le projet possède les documents (vides ou non) dédiés à la phase de onception. 
Obj et de la méthode : Cette méthode va créer l 'interface proposant les transformations 
po ibles des composants du modèle intermédiaire. Elle extrait donc des informations 
du modèle intermédiaire et les transformations possibles par ( specia lize()). La trans-
formation est assurée par la méthode non représent'e ici Jtreei tem :MDAit() . 
A .3.16 JNoModalBox : :DesignAddcomponent() 
Pré : Le projet pos èd les documents (vides ou non) dédiés à la phase de conception. 
Obj et de la méthode : Cette méthode a deux rôles , premièrement produire une in-
te rfa e présentant l'ensemble des composants, transformations et liens du toolbox en 
donnant la possibilité d 'ajouter un composant au modèle intermédiaire (L'ajout d 'un 
composant est assuré par l'appel de la méthode 11 Créationducomposant (lparl ) 11 .) et 
d 'autr part représ nter les demandes de nouveaux composants, liens et t ransforma-
tions cette interface donne encore accès à la fenêt re créée par J oModalBox : :desi-
gnaddRequest() permettant la saisie d 'une demande de composant, lien et transfor-
mation. 
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XIII 
A.3.17 Jtreeltem: :Specialize (in String nom, inout Rootltem Arb2) 
Pré: / 
Objet de la méthode : Cette méthode permet au toolbox d'alimenter les arbres de 
ses interfaces relatifs aux composants, demande de campo ants, et transformations 
à partir de fichiers textes. Le ode de celle-ci est repris dans la section consacrée 
aux extraits de code. "nom" comprend le nom du fichier racine à utiliser (Permet de 
distinguer s 'il faut générer un arbre représentant les composants ou les demandes de 
composants) et arb2 est l'arbre à modifier. 
Elle est également utilisée par le profile dédié à l'administration. 
A.3.18 JNoModalBox : :designaddRequest 
Pré : / 
Objet de la méthod : Proposer l'interface de saisie de nouvelles demandes de compo-
sants, transformations et liens . Cette méthode propose à l'utili ateur de sélectionner 
deux composants ( en cours de validation ou non) au sein de la fenêtre DesignaddCom-
ponent() et de sai ir un nom en vue de créer la demande de lien. De façon analogue. 
l'utilisateur spécifiera la description d 'un compo ant . ainsi que le composant (en cours 
de validation ou non) dont le nouveau composant est une transformation. Cette mé-
tho le créera les demandes via les appels aux méthodes JTreei tem : :SaveLinks et 
Jtreei tem : :SaveCompRequests. 

Annexe B 
Modèle d'information utilisé par 
l'outil proposé en phase de 
conception 
Je décris ici le modèle d'information c'est-à-dire la représentation des informations re-
latives aux composants, transformations et liens entre composants sur lequel le toolbox 
va se baser pour offrir les outils évoqués. Ce modèle ne va donc pas servir à mémoriser 
des informations relatives aux composants que l'utilisateur place sur son modèle (rôle 
de l'outil CASE) mais à mémoriser la description de (nouveaux) composants, liens 
et transformations en vue de proposer ceux-ci à l'utilisateur lorsqu'il modélisera une 
architecture. 
L'ensemble de composants, liens et transformations peut être décrit par un diagramme 
de classe, en associant une certaine sémantique à quelques uns de ces éléments. La 
sémantique est la suivante : une classe représente un composant(lNom, 1 stéréotype, 
1 ensemble de couple attributs, type), un lien représente un lien de type "Le composant 
x peut être lié au composant Y" (Un lien est déterminé par un nom), une généralisation 
représente une transformation possible entre composants. Pour être plus précis, une 
classe représente un type de composant par exemple un "Fichier XML" (Avec comme 
attributs : un nom, un stéréotype, un chemin) tandis qu'une instance de cette classe, 
un composant représente un composant particulier, par exemple "toto.xml" . 
Un ensemble de composants, liens et transformations provisoires placés dans le tool-
box à titre illustratif est repris aux figures complémentaires B.l, ceux-ci ont servi 
essentiellement à la démonstration du toolbox. 
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XIX 
Ajouter des composants, liens et transformations au toolbox correspondra à l'ajout de 
classe liens et généralisation au sein du modèle interne. 
Toutefois, d'un point de vue physique les informations ne pourront être modélisées 
par un diagramme de classe, en effet, il aurait été intéressant que le Toolbox travaille 
directement avec un tel diagramme, mais ceci est impossible techniquement étant 
donné qu'un diagramme de classe est spécifique à un projet et que le toolbox doit 
pouvoir être étendu à partir de n'importe quel projet et que ces extensions du toolbox 
doivent pouvoir être exploitées à partir de n'importe quel projet. Chaque projet,sinon, 
aurait au bout d'un certain temps un toolbox possédant ses propres composants, liens 
et transformations. 
Il est également plus opportun de manipuler, non des classes mais des objets qui 
permettent, outre la description d'un type de composant, d'avoir également des valeurs 
par défaut pour les attributs. La figure B.2 reprend un exemple de description où le 
nom du type de composant est apporté par le stéréotype, un "XML File", le nom 
du ficlùer est une valeur par défaut, sa localisation, etc. Ceci est intéressant dans 
la mesure où on modélise des composants tel "Apache" dont le CITI possède une 
version particulière à telle adresse sur le serveur, etc. On peut facilement associer des 
informations aux composants. 
Chomia•\IFiloSem111Spimv'Opa!IT 0t0.xml 
Venion•ID 
FIG. B.2 - Exemple de description d'un composant 
Le modèle physique représentant ces informations sera donc particulier. Le toolbox 
devra traiter des fichiers textes placés sur un serveur en respectant quelques conven-
tions. Par exemple, on peut choisir comme convention qu'un fichier texte décrit un 
composant (le stéréotype, l'ensemble couple de valeurs), un fichier texte peut conte-
nir une ou plusieurs références (un chemin et un nom) vers d'autres fichiers textes 
décrivant d'autres composants. Cette notion de référence traduisant physiquement la 
relation de transformation possible entre composant. Un fichier particulier contiendra 
les informations relatives aux liens. 

Annexe C 
Quelques extraits de codes 
C.1 Jtreeltem: :Specialize(in String nom, inout Jtree Arb2) 
inStream MyFile; boolean existe=false; JTreeltem tr = this; 
Tr contient la référence vers la feuille de l'arbre à partir de laquelle sera construite la 
représentation des composants et transformations ou demandes de composants 
JTreeitem str; SetOfString seg; SetOfString sseg; 
int j=O; String theName='"'; 
String Voir; 
MyFile.existFile ("K:\Toolbox\"+nom+".txt",existe); 
if (existe) { 
MyFile.open("K:\Toolbox\"+nom+".txt"); MyFile.read(Voir); 
t1yFile. close() ; · · 
Ces dernières instructions ayant pour but de vérifier l'existence d'un tel fichier ra-
cine de nom "nom" et d'en placer le contenu au sein de la variable Voir. Ce fichier 
racine contient la description des composants dits de haut niveau, les composants in-
dépendants de la plate-forme et les références vers les fichiers textes associés.(ceux-ci 
étant des fichiers textes au même titre que le fichier racine, on va récursivement ap-
peler la méthode en vue de trouver les transformations spécifiques de chacun de ces 
composants) 
if (Voir!=""){ seg = Voir.segment(NL+"--"+NL); 
Boucle sur chaque composant 
seg { 
sseg = this.segment("%7."+NL); 




if (j!=O) {Arb2.additem (str,this, "",false, j+28);j=j+1;} 
else { 
!'lt:r = Arb2.additem (tr.this, "" ,false, .i+28) ;j=j+1;theName=this; 
XXII 




Quelques extraits de codes 
Appel récursif vers un composant pouvant transformer le composant courant. Appel 
réalisé sur str, sous feuille du composant transformable. 
} 
} 
C.2 Jtreeltem: :Specialize(in String nom, inout Jtree Arb2} 
Project projo=getCurrentProject(); Package rootpack; Package[] 
rootpacks; Diagram[] diags; Package[] pack; Package[] 
spack;Package Temp; Actor[] act; Communication com; Communication 
com2; Diagram diagtemp; Diagram diaglobal; Diagram 
diagactor;Diagram diagactor2; Actor theActor; Actor 
thetwoActor;String[] seg; UseCase X; UseCase inclu; SetOfString 
UCI; UseCase[] tempuc; Note nota; Package Temp2; String star 
="";Stereotype st; String ZZZ; 
Les déclarations suivants ont pour rôle de contenir les informations contenues dans 
l'interface dédiée à la saisie du modèle de description d'une exigence fonctionnelle 
String togX; String togY; String 
togZ; String tog1; String tog2; String Nameof; String Goal; String 
Scope; String Level; String Preconditions; String 
SuccessEndCondition; String FailedEndCondition; String Actors; 
String Actors2; String Trigger; String Steps; String Extensions; 
String Priority; String Performances; String Frequency; String 
ChanneltoActors; String Openlssues; String DueDate; String Others; 
String SuperOrdinates; String SubOrdinates; UseCaseDependency UCD; 
UseCaseDependency[] ListUCD; 
Récupération de la fenêtre du modèle de description d'une exigence fonctionnelle et 
récupération des informations. On récupére les choix de l'utilisateur quant aux docu-
ments à modifier (phase de capture des exigences ou de spécifications détaillées des 
exigences sur la fenêtre crée par Build()) 





getValue("Préconditions",Preconditions); getValue( 11 ~11rroc,ci i:;-'",1 











Ouverture d'une session destinée à à la modification du modèle de l'utilisateur 
sessionBegin ("begin2",true); 
if ((togl=="true") &:&: (tog2=="true")) {togl="false";} 
if (togl=="true") {togl="Capture des besoins";} 
if (tog2=="true") {tog2="Analyse";} 
getValueList ("Included", true, UCI); 
Navigation dans le projet en vue de retrouver les documents concernés par les modi-
fications 
rootpack = projo.ModelPackage; rootpacks = rootpack.getPackages(); 
Boude sur cliaque Package du projet 
rootpacks 
{ 
Temp=this; act = getActors (); 
L'objet courant de la boucle étant un package, getActors renverra la liste des acteurs 
du Package, l'instruction suivante sert à voir de quelle manière sont stéréotypés ces 
Packages , de façon à retrouver le package traitant de la capture des exigences et/ou 
de la phase de spécifications détaillées des exigences. 
ExtensionStereotype { 
if ((Name -- tog1) 11 (Name == tog2)) 
{ 





{ if (Name=="Exigences") 
XXIV Quelques extraits de codes 
tempuc = Temp2.getUseCases() ; 
Création de la dépendance entre ce use case et les usecases l'incluant et définition du 





{if (this.Na.me==ZZZ) {inclu=this;}} 












Création d'un note de description contenant les informations du modèle de description 





"Success End Condition"+NL+SuccessEndCondition+N 











, "Actor"); X.appendDescriptor(nota); 
Création du lien entre le usecase et les acteurs le declenchant 
act 
{ if (Na.me==Actors) { 
theActor=this; 
C.2 Jtreeltem : :Specialize(in String nom, inout Jtree Arb2) XXV 
} 
} 
if (Name==Actors2) { 
thetwoActor=this; 
com2 = this.<create 
AndAddCommunication('"', X); 
} 
Cette seconde partie a pour but de représenter ces divers éléments au sein du/ des 
diagrammes des acteurs concernés et le diagramme global 




seg=Name.segment( 11 ï.ï. 11 ); 
Le nom du diagramme permet de retrouver l'acteur concerné par ce diagramme 
seg 
{ if (this=Actors) {diagactor=diagtemp;} 
if (this=Actors2){diagactor2=diagtemp;} 
} 
if (Name == 11 Global\ï.\ï.UseCase Diagram11 ) 
{diaglobal=this;StdOut.write(diaglobal.Name);} 
} 
La partie du code suivant a été pour des raisons de présentation, décalée sur la gauche 
bien qu'étant toujours imbriquée dans les boucles précédentes, togY contient la valeur 
quant au choix de représenter ou non le usecase au sein du diagramme global 
if (togY== 11true 11 ) 
{ 
Ouverture d'une session destinée à la modification du modèle de représentation gra-
phique des informations du projet 
diaglobal.open(); 
Ouverture du diagramme global. Représentation du lien de déclenchement entre l'ac-









Quelques extraits de codes 
Représentation du usecase au sein du diagramme global 
diaglobal.createAddAndMoveViewBox(X, 200,80,70,40); 
Représentation du second acteur et de lien de déclenchement avec le nouveau usecase 
au sein du diagramme global 





Représentation du lien include au sein du diagramme global 
ListUCD {diaglobal . createAndAddViewLink(this) ;} 
diaglobal.close(); 
} 
Si l'utilisateur a fait le choix de représenter le usecase ou non au sein des diagrammes 
associés aux acteurs concernés. 
if (togX=="true") 
{ 
if ((notVoid (theActor)) &&: (notVoid (diagactor))) 
{ 
diagactor.open(); diagactor.createAndAddViewLink(com) 
Ouverture du diagramme représentant les exigences fonctionnelles de l'acteur concerné 
par le nouveau usecase, l'instruction suivant a pour but de représenter les liens "in-
clude" avec le nouveau usecase 
ListUCD { diagactor.createAndAddViewLink(this) ; } 
if ((notVoid (thetwoActor)) && (notVoid (diagactor2))) 
{ 
diagactor2.open(); 
ListUCD {diagactor2.createAndAddViewLink(this) } 
diagactor2.createAndAddViewLink(com2). 













if ((notVoid (thetvoActor)) && 
(notVoid(diagactor2))){diagactor2.close();} 
Fin de la condition (togx= true), de représentation de l'exigence au sein des dia-
grammes 
} 
Fin du code associé à la valem vraie de la condition : 
(Package.Extensionstereotype.N ame= "Exigences") 
} 
Fin de la boucle sur les stéréotypes associés au Package 
} 
Fin du code associé à la valeur vraie de la condition (((Name == togl) Il (Name == 
tog2))) désignant un package.ExtensionStereotype.Name=="Capture des besoins" ou 
un package.ExtensionStereotype.Name=="Spécifications détaillées des exigences" 
} 
Fin de la boucle sur les Packages à la racine du Projet 
sessionEnd O ; 

