We describe the design and implementation of the Glue-Nail
2,2 Optimization Issues
To build an efficient Glue-Nail system we included optimization at multiple points in the architecture: the Glue compiler, the Nail compiler, and the IGlue interpreter.
Compiling Nail Rules
As a way to optimize recursive query evaluation, the it effectively restricts the search space and computes the correct answer to the query. We will further describe the Nail query optimization strategies in Section 4.
Improving Code
The Figure 2 , which is the context right linear transformation of the transitive closure Nail rules in Figure  1 against the query tc ( 1, X).
We prepared two different arc (X, Z ) relations. The first represents a linear list with a loop using tuples of the form:
(1,2),... , (N -1, N), (IV, 1).
The second relation represents a complete binary tree of height H. We compared the performance of two versions of the run-time optimizer.
The first version (adaptive) reoptimized queries using the strategy described above. The second version (nonadaptive) optimized each query only once. In both case the optimizer performed automatic index selection. Tables 1 and 2 show the evaluation times (in seconds).
These results clearly demonstrate the advantage of the 
