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 ABSTRAKT     
  
 
Purpose of the following bachelor thesis is to describe tools with focus on 
creating databases, HTML language, PHP and database server MySQL and creating 
practical demonstration with interaction those tools by development application which 
enables generating test questions. 
 There is PHP language, sending of data between PHP scripts, creating and 
working with forms, relational databases, database system SQL and of course 
interaction of language PHP and MySQL describe in chapters. The last chapter deals 
with practical part of this thesis, with application generating test questions providing 
possibilities in relation with kind of log on user.      
 
Keywords:  HTML, MySQL, PHP, SQL, Mersenne twister.
  
ANOTACE  
 
 
 
Cílem bakalářské práce je vytvoření databáze testovacích otázek a jejich 
generování. Je rozdělená na teoretickou a praktickou část. V teoretické jsou popsané  
nástroje se zaměřením na tvorbu databází jazyku HTML, PHP a databázový server 
MySQL. Praktická část obsahuje vytvořenou aplikaci a zpracování.   
Jazyk PHP podporuje programování na základě modulárního paradigmatu - to 
znamená, že každý vytvořený modul má svoji úlohu. Aplikace obsahuje modul 
zabezpečující přihlášení a výběr dalšího modulu na základě role uživatele, kterými jsou 
role učitel a student. Interakci s uživatelem zabezpečují funkce tvořící příslušný HMTL 
kód a funkce zabezpečující práci s databázemi, ke kterým patří generování testovacích 
otázek. Jako generátor pseudonáhodných čísel je použitý algoritmus „Mersenne 
twister“.  
 
 
. 
 
Klíčové slova:  HTML, MySQL, PHP, SQL, Mersenne twister. 
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1 Úvod 
 
 
Doba informačných technológií prináša nesmierne veľa možností využitia počítačov 
– internetu. Práve internet poskytuje neobmedzene veľa možností prístupu 
k informáciám. Pri „surfovaní“ – prezeraní webových stránok vnímame aj spoločné rysy 
webových aplikácií pomocou ktorých môžeme ľahko identifikovať či sa jedná 
o internetový portál, časopis, obchod, stránku na prístup k elektronickej pošte a pod. 
V poslednej dobe sa využívanie internetu nekontrolovateľne rozšírilo. Taktiež 
v študentskej sfére internet získal dôležité postavenie. Formou webových aplikácií je 
študentom poskytnutá možnosť získať z internetu študijné materiály, elektronicky 
odovzdávať vypracované úlohy, spracovávať testy elektronickou formou a mnoho 
ďalších. 
V bakalárskej práci „Databáze a generování testovacích otázek“ je podstatné 
práve elektronické generovanie a spracovávanie testov. Oproti klasickým papierovým 
testom tento spôsob umožňuje rozšírenie spektra použiteľných otázok, zefektívňuje 
proces spracovania samotných testov a odpovedí študentov. V elektronickom teste sa 
môžu okrem bežných textových otázok s prípadnými obrázkami objaviť aj zvukové 
nahrávky, či video sekvencie,  ktoré študent identifikuje, alebo s nimi inak pracuje. 
Zásadný prínos elektronického testovania študentov zefektívňuje proces zadávania, 
vypracovania a samozrejme aj hodnotenia testov. Samotné hodnotenie prináša nejednu 
výhodu. Vyučujúci nemusí venovať hodiny času opravovaniu testov, systém to spraví za 
neho, a študenta zbavuje netrpezlivého čakania na výsledok, môže ho získavať hneď po 
absolvovaní testu. Pre vytvorenie praktickej časti bakalárskej práce existuje množstvo 
variant programovacích jazykov, skriptovacích systémov a databázových serverov. 
Mojím cieľom bolo pri tvorbe využiť dvojicu voľne šíriteľných technológií a to PHP 
a MySQL. 
 
Práca je rozčlenená do ôsmich kapitol. Zmieňujem sa v nich o jazyku PHP - je to 
skriptovací jazyk určený predovšetkým na tvorbu dynamických WWW stránok. V 
súčasnosti je PHP považované za najpoužívanejší modul na populárnych internetových 
serveroch. Z dôvodu rozsiahlosti tejto témy som sa venoval histórii vzniku, vývoju, 
výhodám,  základnej syntaxe ale aj všetkému čo som potreboval k úspešnému vytvoreniu 
programu a to premenným, logickým výrazom, podmienkam, vkladaniu súborov a 
samozrejme funkciám. Pozornosť som venoval aj spôsobu predávania dát medzi PHP 
skriptami, formulárom - nevyhnutnej časti webových aplikácií slúžiacej na zadávanie 
údajov, interakcii HTML a PHP – tá spočíva v zadávaní (úloha HTML) a spracovaní  
údajov (úloha PHP), databázam, databázovému systému SQL, kde je zhrnutý aj spôsob 
spolupráce PHP a MySQL. Doposiaľ spomenutý obsah patrí teoretickej časti. Praktickej 
časti patrí jedna z posledných kapitol, v ktorej sa venujem vytvorenej webovej aplikácii, 
ktorá má za úlohu prakticky prezentovať získané poznatky z oblastí, o ktorých som sa 
zmieňoval v teoretickej časti. Obsahuje navrhnutý model databáze, popis vytvorených 
modulov a ich funkcií, v module ŠTUDENT sa nachádza jadro práce a to popis 
generovania testu. Ako generátor pseudonáhodných čísel je použitý algoritmus 
„Mersenne twister“.  
 
Databáze a generování testovacích otázek                                                          Peter Rejko 
- 2 - 
 
2 Jazyk PHP 
 
2.1 História jazyka PHP  
 
2.1.1 Vznik Jazyka 
 
 
PHP sa zrodilo v roku 1994, vznikol ako program v Perle, ktorý slúžil na 
evidenciu prístupov k WWW stránkam pána Rasmusa Lerdorfa, ktorý bol jeho 
prapôvodcom. Nakoľko však Perl ako interpretovaný jazyk priveľmi zaťažoval WWW 
server, autor svoj software prepísal do jazyka C. Postupne ho používalo čoraz viac ľudí, 
stával sa viac a viac obľúbenejším a autor bol doslova donútený vydať k svojmu dielu 
dokumentáciu. Systém bol neskôr rozšírený o požiadavky jeho používateľov a bol 
vydaný pod názvom „Personal Home Page Tools“[1].  
 
 
2.1.2 Vývoj PHP 
 
 Po zabudovaní SQL modulu, ktorý umožňoval PHP spolupracovať s databázami 
a vytvárať formuláre sa názov zmenil na „Personal Home Page Form Interpreter 
PHP/FI“. Tento systém vznikol ako kompilát prvotného PHP a programu, ktorý 
sprístupňoval výsledky databázových dopytov na Webe (Form Interpreter). Tak vznikol 
„PHP/FI 2.0”. V priebehu času sa ustálil  názov Hypertext Preprocesor. 
 
V roku 1998 bola vydaná verzia PHP 3.0. Oproti svojim predchodcom sa celý 
systém zrýchlil a rozšíril a množstvo rôznych funkcií. Počet webov, ktoré používali PHP 
prudko vzrástol, v roku 1998 to bolo už 150 000 webov.  
 
Verzia PHP 4.0, ktorej sa budem venovať vo svojej práci, bola opäť oveľa 
rýchlejšia, prepracovanejšia. Pridala do jazyka množstvo nových funkcií. Tvorcovia sa 
zároveň snažili o čo najväčšie zachovanie kompatibility s predchádzajúcou verziou. 
Verzia PHP 4.0 je založená na novom jadre „Zend”. V apríli roku 2004 už bežalo PHP na 
viac ako 16 000 000 doménach.  
 
Najnovšia verzia jazyka je PHP 5.0. Piata verzia tohoto obľúbeného 
skriptovacieho jazyka je bezpochybne známkou vyzretosti, stability a známkou 
úspešnosti produktu. Nová verzia je prispôsobená súčasným technológiám a trendom. 
Najvýznamnejšie novinky produktu je predovšetkým podpora objektovo orientovaného 
programovania a kompletná podpora jazyka XML. Systém je teda neustále vyvíjaný a je 
vybavovaný novými technológiami. Podľa webového prehľadu firmy E-Soft Inc. je v 
súčasnej dobe PHP najpoužívanejším modulom na najpopulárnejších internetových 
serveroch[1].  
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2.2 Čo je to PHP 
 
PHP je v súčasnosti veľmi rozšírená technológia umožňujúca jednoduché 
programovanie na strane servera (server-side programming).  
 
 
Obr. 2.1 Spracovanie požiadavky PHP web serverom. 
 
 
PHP je na serveri závislé, pretože na ňom beží jeho interpreter, ktorý skripty 
spracováva. PHP sa týmto odlišuje napríklad od JavaScriptu, ktorého skripty sa sťahujú 
priamo s HTML stránkou a sú vykonávane na strane klienta jeho prehliadačom. Má to 
svoje výhody aj nevýhody.  
 
Výhodou PHP v tomto prípade je, že sa ku zdrojovým kódom skriptov nedostane 
nikto iný ako autor, na rozdiel od JavaScriptu, kde sa ku zdrojovému kódu dostane každý, 
kto si stiahne  HTML stránku, v ktorej je skript obsiahnutý. 
 
 JavaScript má výhody vo svojej možnosti dynamicky reagovať na udalosť 
spôsobenou klientom (napríklad pohybom kurzoru myši a pod.), čo PHP nedokáže, 
pretože k uskutočneniu každej svojej novej udalosti musí byť vždy prehliadačom znovu 
odoslaná požiadavka na server. Preto najvhodnejšou variantou je kombinovať PHP 
s JavaScriptem, alebo iným dynamicky reagujúcim jazykom.  
   
Samotné PHP skripty sa zapisujú priamo do HTML stránky (najčastejšie s 
príponou  *.php). PHP interpreter na serveri potom pracuje tak, že HTML príkazy priamo 
ukladá do výslednej HTML stránky, ale ak narazí na PHP skript, najskôr ho spracuje, 
a potom je do HTML stránky zapísaný jeho výsledok. To je celý princíp dynamického 
generovania HTML stránok, čo je základným poslaním jazyka PHP. 
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Toto je zdrojový kód HTML stránky s PHP skriptom na strane servera: 
 
<html> 
   <head> 
     <title> Zobrazenie aktuálneho času </title> 
   </head> 
   <body> 
     Aktuálny čas je <?php echo Date(“H:i:s”);?> 
   </body> 
</html> 
 
 
Stručné vysvetlenie ako tento skript funguje. Dôležité je všimnúť si, že ide v 
podstate o klasickú HTML stránku, ktorá okrem iného obsahuje jeden PHP príkaz, a to                
echo Date ("H: i: s"), ktorý je od okolitého HTML kódu oddelený značkami <?php a ?>. 
Server ako prvé vezme požadovaný súbor v ktorom sme si uložili zdrojový kód , zistí, že 
má príponu „php“, a preto ho najskôr preženie interpretom PHP a urobí všetky príkazy – 
ktoré sú práve medzi oddeľovacími značkami <?php a ?>. Keď narazí na príkaz „echo“, 
funkcia „Date“ všeobecne vracia dátum a čas. V zátvorke spomínanej funkcie sme zadali 
parametre (“H: i: s”), ktoré určujú formát v ktorom bude čas zobrazený (hodiny, minúty 
a sekundy oddelené dvojbodkami). Na konci príkazu sme použili stredník, ktorý slúži k 
oddeleniu viacerých príkazov od seba - v tomto prípade je zbytočný, pretože príkaz je iba 
jeden. Interpret PHP, namiesto príkazu PHP, na stránku HTML vloží aktuálny čas a 
server následne stránku odošle užívateľovi. 
  V prípade, že  si dáme zobraziť zdrojový kód výsledného skriptu, uvidíme iba 
čisté HTML, žiadne PHP. Z toho vyplýva ďalšia užitočná vlastnosť PHP - na rozdiel od 
client-side jazykov, ako je napríklad JavaScript, sa k Vašemu vytvorenému kódu nikto 
nedostane. Takto vyzerá výsledný zdrojový kód stránky na strane užívateľa. 
 
<html> 
   <head> 
     <title> Zobrazenie aktuálneho času </title> 
   </head> 
   <body> 
     Aktuálny čas je 14:05:42 
   </body> 
</html> 
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2.3 Výhody jazyka  PHP 
 
• Je relatívne jednoduchý na pochopenie, 
• má podobnú syntax ako jazyk C, preto je blízky väčšine programátorom, 
• je multiplatformové tzn. že je možné ho využívať na väčšine operačných 
systémoch a webových serverov, 
• spolupracuje so známym webovým serverom Apache, 
• dokáže v podstate všetko čo súvisí s databázami, alebo dynamickým 
webom (internetové obchodov, diskusných fóra, vyhľadávače, ankety a 
pod.) 
• dokáže  získavať dáta z formulárov na HTML stránkach s týmito dátami 
pracovať, 
• môže čítať a ukladať cookies, 
• môže dynamicky generovať stránky, 
• široká spolupráca s databázami (MySQL,  MS SQL, Oracle atď.), 
• môže pracovať s databázami pomocou rozhrania ODBC (Open DataBase 
Connectivity) – čo umožňuje  čerpať dáta napr. z MS Excell-u, alebo  
MS-Access-u  
• Môže slúžiť ako brána k ďalším na internete bežne poskytovaným 
službám, pretože obsahuje knižnice často používaných internetových 
protokolov (HTTP, FTP, POP3, SMTP, SNMP atď.), 
 
 
2.4 Základná syntax  
 
Kód jazyka PHP je tvorený predovšetkým príkazmi. Príkazy postupne vykonávajú 
určitú funkciu. Krok za krokom prechádzajú algoritmus programu smerom 
k očakávanému výsledku. Príkazy môžu mať rôzny tvar. Môže sa jednať o volanie 
funkcie, priradeniu hodnoty a pod. 
Príkazy nasledujú jeden za druhým v tom poradí v akom majú byt spracované. 
Aby interpret PHP poznal, kde jeden príkaz končí a druhý začína je nutné príkazy od seba 
oddeľovať. Ako som spomenul v jednej z predošlých kapitol, ako oddeľovač sa používa 
stredník. Stručný príklad na ukážku:  
  
<?php 
     príkaz1; 
     príkaz2; 
     príkaz3; 
     … 
?> 
 
Zvykom programátorov je písať jednotlivé príkazy na samostatný riadok. Nie je 
to vyžadované samotným programovacím jazykom, tiež nejde o to, aby naše zdrojové 
kódy vyzerali pekne, ale  najhlavnejším dôvodom je to, že program sa stane prehľadnejší  
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a čitateľnejší. Jedná sa o to, aby vývojár, ktorý si bude program prehliadať, mohol ľahko 
rozoznať jednotlivé úseky kódu, ako bude prebiehať jeho spracovanie a pod.    
 
 
2.5 Komentáre 
 
Počas písania skriptov sa každému z nás môže stať, že urobíme niečo, čomu by 
sme neskôr pri úprave nemuseli rozumieť. Preto si v PHP, tak ako aj v iných jazykoch, 
môžeme písať priamo do skriptu poznámky (komentáre), ktoré nebudú mať vplyv na 
priebeh skriptu. Pre zápis komentárov existujú dva spôsoby. Pre kratšie používame zápis 
znakov „ // “, ktorý spôsobí, že akýkoľvek text medzi „ // “ a koncom aktuálneho riadku 
bude považovaný za komentár a je v priebehu skriptu programom ignorovaný: 
 
<?php echo "Táto časť bude spracovaná"; // Toto bude ignorované ?> 
 
Pre dlhšie poznámky  sa používajú znaky „ /* “ a „ */ “.To čo zapíšeme medzi 
dvojicou spomínaných znakov bude ignorované. 
 
<? echo " Táto časť bude spracovaná"; 
/* Tato časť môže obsahovať ľubovoľný počet riadkov. Všetky budú 
ignorované */ 
?> 
 
2.6 Premenné  
 
Každý programovací jazyk pracuje s nejakými hodnotami. To, do čoho sa tieto 
hodnoty ukladajú sa nazývajú premenné. Každá premenná musí mať jednoznačný názov. 
V PHP názov premennej začína znakom $ (doláru) a bez medzery nasleduje nejakým 
pomenovaním. Prvý znak pomenovania musí byť písmeno a-z, A-Z, v žiadnom prípade 
nie číslo, alebo podtržitko. Je dôležite poznamenať, že názvy premenných rozlišujú 
medzi malými a veľkými písmenami. 
 
 
2.6.1 Názvy premenných 
 
• Názvy zložené z jedného písmena nebývajú najlepším riešením, a to z toho 
dôvodu, že  pri vytváraní programu vieme čo jednotlivé premenné znamenajú, no 
ale keď sa časom ku kódu vrátime stratíme veľa času kým zistíme k čomu slúži 
premenná $a alebo $b. 
• Naopak príliš dlhé názvy taktiež nie sú správnym riešením. Ak máme napísať 
$jednaodvesnatrojuholnika + $druhaodvesnatrojuholnika, pôjde to pomaly 
a zároveň ľahko môže dôjsť ku preklepu. 
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• Ak však nepoužívame ani krátke, ani príliš dlhé názvy – inak povedané seba 
popisujúce názvy premenných. Je dobré požívať jednotný jazyk premenných. 
Napr. $otec + $mama = $dieta. Nesprávnym príkladom by bol 
$otec+$mama=$child.  
• V prípade, že sa však názov premennej skrátiť nedá, zvýraznenie pomocou  
veľkého písmena urobí situáciu  znesiteľnejšou Napr. $zmazsuborzdisku nie je tak 
čitateľné ako $ZmazSuborZDisku 
 
.  
2.6.2 Typy premenných 
 
Premenné sa delia na typy a to v závislosti na hodnotách aké budeme do nich 
ukladať: 
 
TYP Názov v PHP Popis 
Celočíselný typ Integer Ukladá celé kladné a záporné čísla včetne 
nuly. 
Desatinné číslo Float Ukladá desatinné čísla  
Reťazec String Ukladá text, alebo reťazce (znak, alebo 
sada znakov) 
Logický typ Boolean Ukladá sa v nej hodnota „pravda“, alebo 
„nepravda“. Zapisuje sa ako TRUE 
(pravda), FALSE (nepravda). 
 
Tab.1 Typy premenných 
 
Pri type premennej STRING, ako som už spomenul v tabuľke,  hodnotou je 
znakový reťazec. Ten sa zapisuje medzi úvodzovky alebo apostrofy. Niekedy však 
potrebujeme uviesť úvodzovky, alebo apostrofy priamo v reťazci. V tom prípade sa  
používa zápis pomocou tzv. Escape sekvencií.  
 
Zápis 
Escape sekvencie 
Výsledok 
v reťazci 
\\  - spätné lomítko 
\"  - úvodzovky 
\$  - znak dolára 
\n  - začiatok nového riadku 
\t  - tabulátor 
\r  - návrat na začiatok 
riadku 
 
Tab.2  Zoznam Escape sekvencií 
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 Počas programu môže premenná zmeniť svoj typ, a to už vďaka inštrukciám 
alebo v dôsledku nejakého výpočtu. To sa nazýva pretypovanie. 
2.6.3 Funkcie pri práci s premennými 
 
• GetType(premenná)   = vypíše typ premennej 
• SetType(premenná, typ) = zmení typ premennej 
• Is_Integer(premenná)  = zistí či je premenná typu Integer 
• Is_Double(premenná)  = zistí či je premenná typu Double 
• Is_String(premenná)  = zistí či je premenná typu String 
• Is_Array(premenná)  = zistí či je premenná pole 
• Is_Objekt(premenná)  = zistí či je premenná objekt 
 
 
2.7 Logické výrazy 
 
Ako som sa zmienil v úvode bakalárskej práce, budem sa snažiť v skratke popísať 
všetko to čo využijem pri vytvorení programu, tak som nemohol zabudnúť na logické 
výrazy. Pri porovnaní logických výrazov PHP s logickými výrazmi iných 
programovacích jazykov veľa rozdielov nie je. Líšia sa v jednom a to, že  jazyk PHP 
nemá logický operátor NOT, namiesto toho sa používa znak výkričníka „ ! “.   
 
V kapitole o premenných som už spomínal, že v PHP  existuje dátový typ boolean 
reprezentovaný hodnotami TRUE a FALSE. Existujú taktiež  operátory, ktoré nám 
umožnia s nimi pracovať. Predovšetkým by sme si mali ujasniť, že pre logické operácie 
sa nedoporučuje používať klasické operátory " + ", " - ", " * " a " / ". Keď to však 
urobíme neskončí to chybou, pretože v PHP nastane pretypovanie. Z toho vyplýva, že 
potrebujeme logické operátory. 
 
Operátor Význam Pravda keď 
AND- konjunkcia Logický súčin Sú obidve hodnoty pravdivé 
OR - disjunkcia Logický súčet Je aspoň jedna hodnota pravdivá 
XOR Exkluzívne OR Je práve jedna hodnota pravdivá 
! - negácia Negácia True keď bolo False a naopak 
&&- konjunkcia Logický súčin Sú obidve hodnoty pravdivé 
|| - disjunkcia Logický súčet Je aspoň jedna hodnota pravdivá 
 
Tab.3 Zobrazenie logických operátorov 
 
Ku práci s databázami som sa chcel vyjadriť v kapitole venovanej práve 
databázam, no ale aspoň takto okrajovo by som rád poznamenal, že logický výraz nemusí 
vždy skončiť TRUE, alebo FALSE. Preto je nutné siahnuť po „trojstavovej logike“  
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tzn. že logický výraz môže nadobúdať hodnoty TRUE, FALSE, alebo NULL (neznáma 
hodnota) 
2.8 Podmienky 
 
V žiadnom programe si nevystačíme iba s jednoduchým sledom príkazov 
a volaniach funkcií. Obvykle sa niektoré časti programu vykonávajú až po vykonaní 
nejakej podmienky.  
 
Podmienky fungujú, v tom najjednoduchšom prípade tak, že ako prvý sa 
vyhodnocuje určitý výraz. Ak je príkaz pravdivý, PHP ho spracuje. 
 
 
2.8.1 Podmienka: if 
 
Príkaz if predstavuje najjednoduchší príkaz pre vetvenie. Jednoduchý  zápis pre 
ukážku: 
 
<?php 
   if (podmienka) príkaz; 
?> 
 
Pre ukážku znázorním aj praktickejší príklad: 
 
<?php 
   $pristup_zamietnuty = TRUE; 
   if ($pristup_zamietnuty) 
   echo “Na túto stránku sa nedostanete bez autorizácie”; 
?> 
 
Logický výraz som v tomto príklade reprezentoval premennou. Ak je podmienka 
splnená,v tomto prípade to bude vždy, tak sa spracuje príkaz echo.  
 
 
2.8.2 Voliteľná časť: else 
 
Keď však budeme chcieť, aby bol spracovaný viac ako jeden príkaz, alebo 
špecifikovať príkaz, ktorý sa bude mať splniť pri nesplnení podmienky použijeme 
voliteľnú časť else.  
 
<?php 
   if (podmienka)  
       príkaz; 
   else 
       príkaz;  ?> 
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Rozšírený praktickejší príklad predchádzajúceho: 
 
<?php 
   $pristup_zamietnuty = FALSE; 
   if ($pristup_zamietnuty) { 
     echo “Na túto stránku sa nedostanete bez autorizácie <br>”; 
   } 
   else{ 
     echo “Vitajte na tejto stránke ”; 
 } 
?> 
 
 Logický výraz je opäť reprezentovaný premennou, tentokrát hodnotou FALSE, to 
z toho dôvodu, aby prvotná podmienka nebola splnená. Tým sme dali možnosť ukázať na 
čo slúži príkaz else tzn. že bude spracovaný príkaz echo, ktorý nás privíta na danej web 
stránke. 
 
 
2.8.3 Podmienka v podmienke: elseif 
 
Príkaz elseif je rozšírením podmienky if. Spomenutá podmienka reaguje na viacej 
podmienok za sebou: 
 
<?php 
    if (podmienka1) 
      príkaz1; 
   elseif (podmienka2) 
      príkaz2; 
   elseif (podmienka3) 
      príkaz3; 
   else 
      príkaz4; 
?> 
Princípom je, že v prípade, že nie je splnená prvá podmienka program začne 
spracovávať ďalšiu. To znamená, že ak je splnená podmienka1, program spracuje aj 
príkaz s ktorým súvisí. Ak však podmienka1 nie je splnená program začne zisťovať 
pravdivosť podmienky2 atď. V prípade, že ani jedna z nich nie je pravdivá začne sa 
spracovávať príkaz4. 
 
 
2.8.4 Podmienka Switch 
 
Príkaz switch slúži ako rozcestník, ktorý ľahko dokáže rozlíšiť medzi mnohými 
hodnotami. Jednotlivé prípady však nemožno popísať pomocou podmienok, ale pomocou  
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konkrétnych hodnôt. 
 
switch (výraz ) { 
   case hodnota1: 
      príkazy; 
      break; 
   case hodnota2: 
      príkazy; 
      break; 
  default: 
      príkazy; 
} 
 
 Za samotným kľúčovým slovom switch nasleduje v zátvorke výraz podľa ktorého 
je vetvenie uskutočňované. Môže ísť o premennú, výraz, alebo celé volanie funkcie. Do 
vnútra bloku zapisujeme jednotlivé prípady (hodnoty výrazu), uvedené vždy kľúčovým 
slovom case, pre ktoré je daný blok určený. 
 Za všetkými príkazmi case, môže nasledovať vetva default, má podobne 
uplatnenie ako else pri podmienkach if, tzn. že sa vykonáva v prípadoch, keď žiadny 
zadaný výraz neobsahuje sledovanú hodnotu. 
 
 
2.9 Vkladanie súborov 
 
Možnosť vkladať do našich skriptov obsah iných súborov patrí medzi ďalšie 
dôležite vlastnosti. Využíva sa to hlavne pri vkladaní často používaných častiach kódu. 
Príkladom môžu byť funkcie vyskytujúce sa mnohých súboroch. Robí sa to tým 
spôsobom, že do samostatného súboru zapíšeme požadované funkcie a jednoduchým 
vložením ich v každom potrebnom dokumente sprístupniť. Výhodou tohto postupu je 
úspora miesta na serveri, ale predovšetkým úprava určitej funkcie nie je uskutočňovaná v 
každom dokumente, ale len na jednom mieste.  
 
 
2.9.1 Require a Include 
 
Require a include sú jazykové konštrukcie pomocou ktorých vkladáme zadaný 
súbor do aktuálneho dokumentu. Zobrazujú sa podobne ako napríklad echo a to na mieste 
kde sme tento súbor vložili. Ak daný súbor existuje, tak je vložený do dokumentu. V tom 
prípade sa obidve funkcie správajú rovnako. Rozdiel nastáva vtedy ak daný súbor 
neexistuje.  
 
Pri require čo v preklade znamená „vyžadovať“ sa spracovanie skriptu úplne 
ukončí a program vyhlási fatálnu chybu. Preto sa tento príkaz používa hlavne tam, kde sa 
beh programu bez vloženia toho dokumentu nezaobíde. 
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Include prekladáme ako „vložiť“ sa snaží daný súbor načítať a vložiť. Keď však 
sa mu to nepodarí vyhlási varovanie o neexistencií súboru, samotný priebeh programuas 
nenarúša.  
 
Syntax je veľmi jednoduchá: 
 
include “nazov_suboru.php”; 
include (“nazov_suboru.php”); 
require “nazov_suboru.php”; 
require (“nazov_suboru.php”); 
 
 
2.10 Funkcie 
 
Funkcie tak ako aj v ostatných programovacích jazykoch zastupujú 
nezastupiteľnú úlohu aj v PHP. Pri programovaní rozlišujeme medzi procedúrami 
a funkciami. Rozdiel spočíva v tom, že procedúra vykonáva nejakú činnosť, funkcia 
navyše vracia aj hodnotu. V PHP sa definujú obe kľúčovým slovom function. 
 
Procedúra obsahuje časť kódu, ktorá sa môže volať samostatne. Do procedúry sa 
zväčša  vkladajú tie časti kódu, ktoré sa v programe opakujú, alebo pre zväčšenie 
prehľadnosti. Ukážka syntaxe.  
 
function meno (parametre) 
{ 
príkazy; 
return hodnota; 
} 
 
Keď budem chcieť zavolať túto funkciu v ďalšom prepojenom dokumente bude stačiť, 
keď uvediem len jej identifikátor. V tomto jednoduchom príklade meno slúži ako 
identifikátor. Parametre slúžia na predávanie hodnôt, ktoré má spracovať. Výsledok 
funkcie vracia príkaz return. Jednoduché funkcie nemusia parametre ani príkaz  
obsahovať. Príkladom najjednoduchšej funkcie môže byť: 
 
function datum() 
{ 
echo "Dnes je" .date (“j.n.Y”); 
} 
 
Ak kdekoľvek v skripte uvediem identifikátor funkcie datum() efekt bude 
rovnaký akoby som napísal echo "Dnes je" .date (“j.n.Y”);. Uvedený príklad vypisuje 
dnešný dátum.  
To by bolo v skratke o funkciách všetko, ešte sa k nim, pri samotnom popise 
mojej práce, určite vrátim.  
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3 Predávanie dát medzi PHP skriptami 
 
3.1 Metódy $_GET a $_POST 
 
 
Dáta môžeme do PHP skriptu predávať dvoma spôsobmi, metódou GET alebo 
POST. Prvá z nich spojuje názvy premenných spolu s ich obsahom do URL adresy 
prehliadača, ktorá je viditeľná. Názvy premenných sú reťazce nachádzajúce sa za znakmi 
„ ? “ a „ & “ v adrese URL a hodnoty im prislúchajúce sa nachádzajú za priraďovacím 
znakom „ = “. 
 
Metódou POST sa prenášajú väčšinou objemné a citlivé dáta, pri ktorých je 
nevhodné aby niekto videl ich obsah. Táto metóda sa používa iba pri odosielaní dát z 
formulárov. V prípade oboch druhov prenášaných metód, sa dáta ukladajú do 
superglobálnych polí, čo znamená, že sú viditeľné v každom mieste skriptu. Indexy 
týchto polí sú názvy premenných predaných pomocou formulárov a ich hodnoty sú k nim 
priradené.  
 
Príklad zápisu dát do superglobálnych polí GET a POST: 
 
$_GET  [`premenna1`] = hodnota1; 
$_POST  [`premenna2`] = hodnota2; 
 
 
3.1.1 Bezpečnosť metód $_GET a $_POST 
 
Ako je na prvý pohľad vidieť premenné a ich hodnoty predávané pomocou 
metódy GET v jazyku PHP môže ktokoľvek vidieť a preto sa nedoporučuje predávať 
pomocou tejto metódy citlivé informácie ako meno a heslo, či iné diskrétne informácie o 
užívateľoch. V takomto prípade je lepšie použiť metódu POST, ktorá samozrejme ešte 
nezabezpečuje ani s použitím HTTPS dokonalú ochranu pred útokmi na webové 
aplikácie. Popis útokov a ochranu pred nimi presahuje rozsah témy. 
 
 
 
3.2 $_SESSION 
 
SESSION je mechanizmus povoľujúci jednoduchým spôsobom predávať údaje 
medzi PHP skriptami. Údaje sú uchovávané na serveri a na strane prehliadača, klientskej 
strane, sú držané iba unikátne SESSION ID (SID), identifikačné čísla danej relácie. Pred 
začiatkom každej SESSION nie je možné vyslať do prehliadača žiadne údaje. Zahajuje sa 
vždy funkciou session_start(). PHP overuje, či už bolo pripísané SID, pokiaľ nie, je 
vygenerované nové ID. SESSION patrí taktiež k superglobálnym premenným ako GET a 
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POST. Jeho výnimočnou vlastnosťou je to, že do neho môžeme jednoducho zapisovať po 
sebe idúce hodnoty, identicky ako v prípade používania bežných premenných. Pokiaľ je 
nutné vyradiť premennú zo SESSION, volá sa funkcia na jej odstránenie session_unset(). 
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4 Formuláre 
 
Internet je interaktívna záležitosť. Interakcia spočíva v spracovaní užívateľom 
zadaných údajov do webových formulárov, ktoré sú súčasťou jazyka HTML, PHP ich  
potom na strane servera spracováva. Údaje, ktoré by sa nemohli spracovávať by bolo 
zbytočné zadávať [2]. 
 
Formuláre preto patria medzi najdôležitejšie prvky každej webovej aplikácie. 
Aplikácia tak získava schopnosť reagovať na podnety užívateľa. Formulár, ktorý sa 
zobrazí na strane klienta musí byť vybavený potrebnými ovládacími prvkami. Klient taký 
formulár vyplní a odošle. Na strane servera na odoslaný formulár čaká príslušný skript 
v jazyku PHP, ktorý zadané údaje spracuje. 
 
Pokúsim sa zhrnúť ako samotne formuláre vytvárame. Každý formulár v HTML 
je uzavretý v nevizuálnom elemente form, to znamená, že sa nijak neprejaví na vzhľade 
stránky. Element form obsahuje niekoľko atribútov. Medzi najdôležitejšie patria action 
a method. Atribút action určuje URL skriptu, ktorá sa postará o samotné spracovanie 
výsledku formulára 
 
Atribút method určuje akým spôsobom sú dáta z formulára odoslané. Možnými 
spôsobmi odoslania môže byt metóda GET a POST. Metóda GET prenáša dáta priamo 
v URL, metóda POST v hlavičke http požiadavku. Výhoda a zároveň nevýhoda metódy 
GET je, že všetky údaje, odoslane dáta, možné vidieť v URL stránky. 
 
V jednom dokumente sa môže vyskytovať viac formulárov. Jedinou podmienkou 
ich správnej funkčnosti je to, že sa nemôžu do seba vsádzať. Definícia formulára môže 
vyzerať napríklad takto: 
 
<HTML> 
   <HEAD>…</HEAD> 
   <BODY> 
   … 
   <FORM ACTION= “spracuj.php” METHOD=“POST”> 
   <INPUT TYPE=”text” name=”nazov”> 
   … 
   </BODY> 
</HTML> 
 
Keďže je jazyk PHP spúšťaný na serveri, formulár sa pochopiteľne spracováva 
taktiež na serveri. V prípade, ktorý som uviedol vyššie, by teda na serveri musel 
existovať súbor „spracuj.php“, ktorý zadané údaje nejakým spôsobom vyhodnotí. Tým 
vyhodnotením môže byť prakticky akákoľvek akcia. Skript môže zadané údaje zapísať do 
databázy, alebo do súboru. Následne ich môže použiť pre vrátenie údajov z databáze, 
alebo pomocou nich overovať registrovaných užívateľov a pod.  
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Najčastejším prvkom formulára je element input, ktorý je tiež považovaný za 
najvariabilnejší prvok. Je reprezentovaný základnými desiatimi aktívnymi prvkami, ktoré 
vkladáme po atribúte type: 
 
 Text - jednoriadkové vstupné pole. 
 Password - jednoriadkové vstupné pole (napísaný text sa nevypisuje). Je 
to vhodný prvok slúžiaci pre zadávanie hesla. 
 Checkbox - zaškrtávanie políčko. 
 Radio - prepínač. 
 Hidden - skryté pole. Nemožno ho navonok vidieť a ani meniť, slúži 
k propagácií dát cez formulár. 
 Submit - tlačidlo na odoslanie formulára. 
 Reset - tlačidlo slúžiace na vyplnenie vychádzajúcich hodnôt vo formulári. 
 Image - tlačidlo s obrázkom. 
 File - vstup pre súbor, ktorý chceme poslať na server. 
 Button - všeobecné tlačidlo bez predom definovanej funkcie. 
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5 Databázy 
 
Je viac než jasné, že PHP by nebolo tak rozšírené, keby nevedelo pracovať s 
databázami, zvlášť s MySQL. Potreba databáz je veľmi stará a už v dobe počítačového 
praveku sa s databázami pracovalo. Mottom každej aplikácie je úspešnosť a spoľahlivosť. 
Ak má byť aplikácia úspešná musí svojim užívateľom poskytovať dostatok informácií, ,  
bez ohľadu na to čí sa jedná o „osobné“ alebo aplikácie firemné, ktoré nám s pomocou 
sád nástrojov umožňujú s dátami pracovať a to formou pridávania, mazania, upravovania, 
hľadania, zoskupovania atď. [4] 
 
 
Obr. 5.1  Schéma spolupráce PHP s databázou 
 
5.1 Delenie databáz 
 
• Súborové databázy: 
 sú obsiahnuté v jednom alebo v niekoľkých súboroch operačného 
systému, 
 možno ju jednoducho prekopírovať na iné PC, 
 typickým zástupcom súborových databáz sú SQLite, Microsoft 
Access atď., 
 mávajú niekoľko obmedzení typickými sú ich dostupnosť v rámci 
siete, alebo rôzna podpora súbežnej prace viacerých užívateľov, 
 užívateľ na základe pridelených práv môže pracovať s databázou. 
 
• Systémové databázy: 
 slúžia ako databázové servery, 
 kvalitne podporujú súbežnú prácu viacerých užívateľov, 
 zložitejšia inštalácia 
 sú robustnejšie typický zastupcovia sú MySQL, Oracle, MS SQL, 
PostgreSQL atď.  
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Keď už sme pri rozdeľovaní databáz podstatným je aj rozdelenie podľa filozofie 
uloženia dát. Prakticky všetky dnešné databáze sú relačné. Dáta v relačných databázach 
bývajú uložené tak, že záznamy možno jednoducho vyhľadať 
Organizovať dáta v databáze ako objekty je menej obvyklý spôsob. Objektové 
databáze nie sú príliš rozšírené, pretože sú pomalé. Zástupcom je napríklad Caché. 
 
 
5.2 História relačných databáz 
 
Relačná databáza zazrela svetlo sveta v roku 1969, jedná sa o najpoužívanejší 
model v oblasti správy databáz v dnešnej dobe. Zakladateľom spomínaného modelu je   
dr. Edgard F. Codd, ktorý pracoval ako výskumný pracovník v IBM koncom 60. rokov, 
už vtedy hľadal nové spôsoby spracovania veľkého množstva dát. Ako matematik veril, 
že špecifické odvetvia matematiky (redundancia - nadbytočnosť, prílišná závislosť 
štruktúry databáze na jej fyzickej implementácii, slabá integrita) je možné aplikovať na 
riešenie takých problémov. 
 
Dr. Codd, v roku 1970, predstavil svoj relačný model vo svojej práci a Relational 
Model of Data for Large Shared Databanks (Relačný model dát pre veľké zdieľanie 
databanky). Model vypracoval na  základe dvoch matematických odvetviach a to na teórií 
množín a logických predikátoch prvého rádu. Názov modelu je odvodený z termínu 
„relácia“ respektíve vzťah, ktorý je súčasťou teórie množín. 
 
V roku 1985 vo svojom článku v Computerworldu predstavil 12 pravidiel [3]: 
 
1. Pravidlo informácie. 
2. Pravidlo zaručeného prístupu. 
3. Systematické ošetrenie prázdnych hodnôt.  
4. Dynamicky on-line katalóg založený na relačnom modeli. 
5. Pravidlo komplexného dátového podjazyka. 
6. Pravidlo aktualizácie pohľadu. 
7. Vysokoúrovňové vkladanie, aktualizovanie a mazanie. 
8. Fyzická dátová nezávislosť. 
9. Logická dátová nezávislosť. 
10. Nezávislosť integrity. 
11. Distribučná nezávislosť. 
12. Pravidlo nenarušenia. 
 
Tieto pravidlá sú považované za polooficiálnu definíciu relačných databáz. 
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5.3 Relačné databázy 
 
Dáta v relačnej databáze sú podľa relačného modelu ukladané vo vzťahoch alebo 
reláciách, ktoré sú užívateľom chápané ako tabuľky. Každý riadok v tabuľke obsahuje 
určitú skupinu dát (záznam), ktorá môže obsahovať napríklad údaje o jednej osobne. Keď 
budeme pridávať riadky (atribúty) v tabuľke, znamená to, že meníme dáta v tabuľke. Ak 
však pridávame stĺpce tak to znamená, že meníme štruktúru tabuľky. 
 
 
Obr. 5.2 Príklad relačnej tabuľky 
 
5.3.1 Tabuľky 
 
Tabuľky tvoria základnú štruktúru databáze, každá z nich predstavuje vždy jediný 
špecifický subjekt. Každá tabuľka obsahuje minimálne jedno pole, ktoré je označované 
ako primárny kľúč, ktorý jednoznačne identifikuje jednotlivé záznamy, preto logické 
poradie polí a záznamov nemá žiadny význam. Primárny kľúč na obrázku 5.2 predstavuje 
atribút id. Vďaka týmto charakteristikám dáta v relačných databázach existujú nezávisle 
na spôsobe fyzického uloženia v PC. To je samozrejme výhodou, pretože užívateľ pri 
preberaní dát nejakého záznamu nemusí poznať, kde je uložený. 
 
 
5.3.2 Polia 
 
Pole je považované za najmenšiu štruktúru v databáze. Predstavuje určitú 
charakteristiku subjektu tej tabuľky do ktorej patrí. Používajú sa ukladaniu dát. Dáta 
v týchto poliach možno preberať ako informácie v ľubovoľnej konfigurácii    
 
V dobre navrhnutej databáze každé pole obsahuje len jednu hodnotu a jeho názov 
identifikuje typ obsiahnutej hodnoty.  Zadávanie dát je v tom prípade veľmi prirodzené. 
To znamená ak dostaneme vyplniť pole s názvami ako meno, priezvisko, študijná 
skupina, potom presne vieme aký typ hodnoty do každého z polí patrí. Rovnako potom 
bude veľmi jednoduché vyhľadávať, zoraďovať dáta a pod.  
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5.3.3 Záznamy 
 
Záznam predstavuje jedinečnú instanciu subjektu tabuľky. Je tvorený celou 
množinou polí v tabuľke bez ohľadu na to, či všetky tieto polia obsahujú zadané hodnoty. 
Každý záznam je v rámci celej databáze identifikovaný jednoznačnou hodnotou v poli 
primárneho kľúča. Ako príklad poslúži už uvedený obrázok 5.2 v ktorom je zreteľne 
vidieť použitie spomínaného identifikačného pola ID, ktoré slúži ako primárny kľuč. 
 
Každý záznam v tabuľke identifikuje príslušného užívateľa v celej databáze. 
Následné každý záznam zahrnuje všetky polia v tabuľke a jednotlivé polia popisujú 
nejaký aspekt užívateľa reprezentovaného týmto záznamom. Záznamy sú kľúčovým 
faktorom k pochopeniu vzťahov medzi tabuľkami, pretože potrebujeme vedieť, ako jeden 
záznam v jednej tabuľke súvisí so záznamom v tabuľke inej.  
 
 
5.3.4 Kľúče   
 
Kľúče sú špeciálnymi poliami, ktoré hrajú v tabuľke dôležité role. Typ kľúča 
určuje jeho zmysel v danej tabuľke. Každá tabuľka môže obsahovať niekoľko typov 
kľúčov. Medzi najdôležitejšie patrí primárny kľúč (PK – primary key) a cudzí kľúč 
(FK – foreign key) 
 
Primárny kľúč je pole, alebo skupina polí, ktoré jednoznačne identifikujú každý 
záznam v tabuľke. Jeho hodnota identifikuje špecifický záznam v rámci celej databáze  
a jeho pole identifikuje danú tabuľku v rámci celej databáze. To sú dva dôvody prečo PK 
patria medzi najdôležitejšie polia. Taktiež pomáhajú pri vytváraní vzťahov medzi 
tabuľkami zabezpečujú integritu tzn. že neumožní zaradenie duplicitných záznamov. 
 
Keď určíme vzťah medzi dvomi tabuľkami, potom sa príslušný vzťah vytvorí tým 
spôsobom, že primárny kľúč z prvej tabuľky vložíme do druhej, a tam sa stane cudzím 
kľúčom. Termín cudzí kľúč je odvodený zo skutočnosti, pretože druhá tabuľka obsahuje 
svoj vlastný primárny kľúč, to znamená, že primárny kľúč z prvej tabuľky je pre druhú 
tabuľku cudzím. 
 
Cudzie kľúče nie sú dôležité iba zo zrejmého dôvodu, a to že zabezpečujú vzťahy 
medzi jednotlivými tabuľkami, ale aj kvôli tomu, že zabezpečujú integritu na úrovni 
vzťahov. To znamená, že záznamy v oboch tabuľkách spolu vždy poriadne súvisia s tým, 
že hodnoty cudzieho kľúča musia vychádzať z hodnoty primárneho kľúča. 
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5.3.5 Vzťahy 
 
Ak je možné vzťahovať záznamy z jednej tabuľky na tabuľku druhú, v tom 
prípade hovoríme, že medzi tabuľkami existuje vzťah. Spôsob určenia tohto vzťahu 
závisí na jeho type. Medzi záznamami existujú tri typy vzťahov a to jeden k jednému  
(1:1), jeden k viacerým (1:N) a viaceré ku viacerým (M:N). 
 
Vzťah jeden k jednému medzi záznamami dvojice tabuliek je vtedy keď jediný 
záznam z prvej tabuľky súvisí iba s jedným záznamom z tabuľky druhej. V tomto type 
vzťahu sa jedna z tabuliek považuje za primárnu a druhá za sekundárnu. Vzťah sa tvorí 
tak, že primárny kľúč z primárnej tabuľky vložíme do sekundárnej tabuľky, kde sa stane 
cudzím kľúčom. 
 Vzťah jeden k viacerým nastáva keď jeden záznam z prvej tabuľky súvisí 
mnohými záznamami z druhej tabuľky, ale jeden záznam z druhej tabuľky môže súvisieť 
iba s jedným záznamom z tabuľky prvej. Vzťah sa vytvára prenesením primárneho kľúča 
tabuľky na strane „jeden“ do tabuľky na strane „viacej“, kde sa stáva cudzím kľúčom.   
 
Dvojica tabuliek vyznačujúca sa vzťahom viaceré ku viacerým nastáva vtedy, keď 
jeden záznam z prvej tabuľky môže mať vzťah s viacerými záznamami z druhej tabuľky 
a naopak tzn. jeden záznam z druhej tabuľky môže mať vzťah s viacerými záznamami 
prvej tabuľky. Aby sme mohli tento vzťah určiť správne je nutné vytvoriť spojovaciu 
tabuľku. Taká tabuľka ponúka jednoduchý spôsob priradenia záznamov z jednej tabuľky 
k záznamom v druhej tabuľke. Zároveň pomáha zaistiť pridávanie, odstraňovanie 
a upravovanie súvisiacich dát. Spojovacia tabuľka sa definuje tak, že vezmeme primárne 
kľúče oboch tabuliek daného vzťahu, tie použijeme na vytvorenie štruktúry novej 
tabuľky. Tieto polia slúžia dvomi spôsobmi a to spoločne tvoria zložený primárny kľúč 
spojovacej tabuľky a taktiež to, že samostatne slúžia ako cudzie kľúče.  
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6 Databázový systém SQL 
 
Jazyk SQL patrí medzi nástroje, ktoré slúžia na organizovanie, správu a získanie 
uložených dát v počítačovej databáze. Skratka znamená Struktured Query Language 
(štrukturovaný dotazovací jazyk). Možno ho rozdeliť na dve základné podmnožiny [5]: 
 
• Data Definition Language (DDL) – syntax tvorby tabuliek, 
• Data Manipulation Language (DML) – syntax manipulácie s dátami. 
 
Príkazy z podmnožiny DDL definujú dátovú štruktúru, vytvárajú objekty 
(tabuľky, indexy a pod.), taktiež  ich môžu meniť , alebo odstraňovať. Pre ukážku 
uvádzam pár príkladov: CREATE DATABASE, CREATE TABLE, ALTER TABLE, DROP 
TABLE, CREATE INDEX, DROP INDEX atď.  
 
 
Príkazy z podmnožiny DML umožňujú manipuláciu s dátami tj. vyberanie (príkaz 
SELECT), vkladanie (príkaz INSERT), aktualizovanie (príkaz UPDATE) a odstraňovanie 
(príkaz DELETE).  
 
Jazyk SQL sa používa na komunikáciu s databázou. V skutočnosti SQL pracuje 
s jedným špecifickým typom databáze, o ktorom som sa zmieňoval v predošlej kapitole,  
a to relačnou databázou.  
 
 
Obr. 6.1 Použitie jazyka SQL pre prístup k databáze 
 
Počítačový systém na uvedený obrázku obsahuje databázu v ktorej sú uložené 
dôležite informácie. Počítačový systém, ktorý riadi databázu, sa nazýva databázový 
riadiaci systém (database management system). 
Keď potrebujeme z databáze získať dáta, napíšeme požiadavku v jazyku SQL. 
Databázový systém ju spracuje, načíta dáta a vráti vyžadujúce informácie. Databázový 
dotaz (query) je proces, keď požadujeme dáta z databáze a systém nám vráti výsledok. 
Odtiaľ dostávame samotný názov – štruktúrovaný dotazovací jazyk. To je však nevhodné 
pomenovanie, pretože jazyk SQL predstavuje omnoho viac možností ako jednoduchý 
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dotazovací nástroj. Je pravdou, že to bol jeho pôvodný účel a získavanie dát patrí stále 
medzi jeho najdôležitejšie funkcie. Databázový systém svojim užívateľom taktiež 
poskytuje: 
 
• Definíciu dát  
 dovoľuje definovať štruktúru, organizáciu uložených dát 
a definíciu ich vzájomných vzťahov. 
• Získavanie dát 
 umožňuje uložené dáta z databáze získavať a používať 
• Manipulácia s dátam.i 
 umožňuje databázu aktualizovať databázu pridávaním nových, 
odstraňovanie starých, alebo upravovanie už uložených dát. 
• Riadenie prístupov 
 umožňuje chrániť dáta pred neautorizovaným prístupom a to 
obmedzením práv užívateľa. 
• Zdieľanie dát  
 Požíva zdieľanie dát medzi viacerými užívateľmi s tým, že pri 
prací sa jednotlivý užívatelia navzájom nerušia. 
• Integrita dát 
 v databáze definuje obmedzenie integrity, čím ju chráni pred 
porušením, ktoré môže vzniknúť kvôli neúplným aktualizáciám. 
 
To boli príklady prečo je SQL komplexný jazyk pre riadenie a ovplyvňovanie 
databázového systému.  
  
Jazyk SQL nie je pravdupovediac úplný počítačový jazyk, akými je napríklad 
C++, Java a pod. To z toho dôvodu, pretože neobsahuje žiadny príkaz typu if súžiaci na 
overovanie podmienok. Taktiež v ňom neexistujú príkazy na riadenie behu programu 
akými sú GO TO, FOR alebo DO. Preto je považovaný za čiastkový jazyk, ktorý je 
tvorený asi 40 príkazmi určený pre úlohy riadiace databázu. Na rozšírenie možností 
existuje alternatíva posielať príkazy SQL z jazykov C, C++, alebo v mojom prípade, 
PHP.  
 
Ak ho teda porovnáme s jazykmi C, C++ a pod. môžeme povedať, že skutočne 
nie je štruktrurovaný. Namiesto toho sa príkazy podobajú anglickým vetám. Bez ohľadu 
na nepresnosť s jazyk SQL stal štandardom na požitie v relačných dabázach. 
 
 
6.1 Úloha jazyka SQL 
 
Samotný jazyk SQL nie je databázový riadiaci systém, dokonca sa nejedná ano 
o samostatný produkt. Jedná sa o integrovanú súčasť databázového systému ako jazyk 
a nástroj pre komunikáciu s ním.  
Na nasledujúcom obrázku 5.1 vidieť niektoré súčasti typického databázového systému. Je  
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z neho zrejmé, že úlohou SQL je spojovanie jednotlivých komponentov. 
 
 
Obr. 6.2 Zobrazenie časti typického databázového riadiaceho systému. 
 
Srdcom databázového riadiaceho systému je databázový stroj. Je zodpovedný za 
vlastné členenie, ukladanie a získavanie dát z databáze. Prijíma SQL požiadavky  z iných 
častí systému, ktorými môžu byť formulárové zariadenia, interaktívne dotazovacie 
zariadenia apod., z užívateľských aplikačných programov. Z obrázka je jasné, že jazyk 
SQL ma množstvo rôznych funkcií [3]. 
 
SQL je :  
• Interaktívny dotazovací jazyk, 
• databázový programovací jazyk, 
• administračný databázový jazyk, 
• jazyk aplikácií typu klient/server, 
• jazyk pre prístup k dátam na internete,  
• distribuovaný databázový jazyk 
• jazyk pre databázové brány.  
 
 
6.2 MySQL A PHP  
 
Ak sa povie PHP, často sa druhým dychom povie aj databáza, najčastejšie práve 
MySQL. Používanie databáz s jazykom PHP, ktorý vystupuje ako databázový klient, je 
veľmi časté a účelné. PHP sa dokáže spojiť s databázovým serverom a využívať jeho 
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služby. To sa dá docieliť zápisom SQL príkazov do PHP skriptov. V nasledujúcich 
podkapitolách budú popísané základné príkazy pre spoluprácu PHP s MySQL [6].  
 
6.2.1 Pripojenie k MySQL 
 
mysql_connect(string pocitac, string uzivatel, string heslo), 
 
príkaz slúži k pripojeniu k databáze. Ako „pocitac“ uvádzame adresu počítača, na ktorom 
beží MySQL. Ak je MySQL inštalované na lokálnom počítači, zadáva sa „localhost“. 
Parameter „uzivatel“ je možné vynechať. V mojej práci sa budem do databáze pripájať 
ako užívateľ root. Tento užívateľ nebude mať žiadne heslo.  
 
$spojenie = mysql_connect("localhost", "root", "" ), 
 
príkaz vracia číslo spojenia s databázou. Toto číslo slúži ako identifikátor spojenia s 
databázou pre ostatné funkcie PHP pre prácu s MySQL.  
 
 
6.2.2 Vytvorenie novej databázy  
 
mysql_create_db(string databaza, integer spojenie), 
 
uvedený príkaz vytvára novú databázu. Ako „databaza“ uvedieme názov našej databáze 
(bez diakritiky) a ako „spojenie“ zadáme identifikátor spojenia s databázovým serverom 
 
mysql_create_db("php", "$spojenie"). 
 
Vytvorí sa databáza „php“ na databázovom serveri identifikovanom parametrom 
„$spojenie“. V prípade úspechu vracia TRUE, inak FALSE.  
 
 
6.2.3 Vykonávanie SQL príkazov  
 
Ak chceme vykonať ľubovoľný SQL príkaz pomocou jazyka PHP, tento príkaz 
musíme najskôr uložiť do premennej. Vykonávanie SQL príkazov sa potom prevádza 
pomocou nasledovnej funkcie: 
 
mysql_db_query(string databaza, string SQLprikaz, integer spojenie), 
 
uvedená funkcia nám prevedie uložený PHP skript. Za atribút „databaza“ doplníme názov 
našej databáze, v ktorej chceme daný príkaz vykonať. Ako „SQLprikaz“ uvedieme 
príkaz, ktorý chceme vykonať a parameter „spojenie“ značí identifikátor spojenia s 
databázovým serverom. Ak príkaz prebehne bez problémov, vracia sa TRUE, inak 
FALSE.  
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6.2.4 Vytváranie tabuliek  
 
Ku tvorbe tabuľky slúži príkaz CREATE TABLE. Zjednodušený syntaktický 
zápis vyzerá nasledovne. 
 
CREATE TABLE názov_tabuľky 
(  
 názov_stĺpca    dátový_typ [DEFAULT výraz] , 
názov_stĺpca2  dátový_typ [DEFAULT výraz], 
... 
názov_stĺpcaN dátový_typ [DEFAULT výraz], 
) 
 
Dátový typ definuje druh premennej môže sa jednať o dátum, čas, textové vety, slova 
a pod. Dátové typy v SQL sú takmer rovnaké v porovnaní s inými programovacími 
jazykmi.  
 
 
6.2.5 Pridávanie  dát  do databáze 
 
Príkaz INSERT INTO slúži na vkladanie dát do tabuľky. Jeho zjednodušená 
syntax vyzerá takto.  
 
INSERT INTO názov_tabuľky (názov stĺpca1, názov stĺpca2, ..., názov stĺpcaN ) VALUES 
(hodnota_ stĺpca1, hodnota_ stĺpca2, ..., hodnota_ stĺpcaN ) 
 
Číselné hodnoty sa spravidla zadávajú bez úvodzoviek, znakové reťazce a hodnoty 
dátumu a času v apostrofoch.    
 
 
6.2.6 Odstraňovanie  dát z databáze 
 
Tak ako príkaz INSERT dáta do databáze ukladá, príkaz DELETE ich z databáze 
odstraňuje. Jeho najjednoduchšia syntax je  
 
DELETE FROM názov_tabuľky 
 
Uvedený príkaz odstráni všetky riadky z tabuľky. Prakticky vždy sa používa v 
spojení s klauzulou WHERE. 
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6.2.7 Získavanie dát z databáze 
 
Príkaz SELECT slúži k výberu záznamov z databázových tabuliek. Poskytuje 
rozsiahle možnosti. Okrem výberu všetkých záznamov z tabuľky dokáže záznamy 
filtrovať, zoradiť, alebo zoskupiť. Zjednodušená syntax príkaz SELECT   
 
SELECT [*] [zoznam_stĺpcov] 
   FROM názov_tabuľky 
   [WHERE podmienka_výberu 
   [GROUP BY zoznam_stĺpcov] 
   [ORDER BY zoznam_stĺpcov]. 
 
Povinné kľúčové slová sú SELECT a FROM. Zastupujúci znak hviezdičky slúži 
k náhrade všetkých stĺpov v tabuľke.  Po zadaní príkazu 
 
SELECT * FROM názov_tabuľky,  
 
sa nám na výstup dostanú všetky záznamy z tabuľky, ktorej názov sme uviedli v príkaze.  
Pomocou klauzule [5]: 
 
 FROM špecifikujeme miesto, kde sa požadované informácie nachádzajú. 
 WHERE určujeme podmienky, ktoré presne špecifikujú podmnožinu záznamov, 
ktoré potrebujeme vybrať. Môžeme v nej použiť operátory na porovnanie 
číselných hodnôt ( väčší, menší, rovný atď. )a taktiež na porovnanie 
jednoduchých podmienok použijeme logické operátory (NOT, AND, OR).  
 GROUP BY zoskupujeme získané záznamy podľa určitých pravidiel. Používa sa 
v spojení s agregačnými funkciami napríklad SUM (). Zmieňovaná klauzula ma 
v rámci syntaxe prikazu SELECT svoje miesto za klauzulou WHERE. 
 ORDER BY  určujeme spôsob usporiadania záznamov v tabuľke 
 
 
 
 
6.2.8 Aktualizovanie dát v databáze  
 
V SQL sa k aktualizácií riadku, alebo riadkov v databáze používa príkaz 
UPDATE. UPDATE na rozdiel od INSERT nevkladá do databáze žiadne riadky, ale 
upravuje ich. To znamená, že ak urobíme na tabuľke príkaz UPDATE, počet riadkov sa v 
tejto tabuľke nezmení, ale môžu sa zmeniť údaje v jednotlivých riadkoch. Jeho 
najprimitívnejšia forma je:  
 
UPDATE názov_tabuľky SET názov_stĺpca = hodnota . 
 
Ak použijeme príkaz tak, ako som uviedol vyššie, bude zaktualizovaná celá 
tabuľka, to znamená každý jej riadok, preto sa tento príkaz často spája s klauzulou 
WHERE, a to vtedy, keď chceme zmeniť len niektoré riadky v tabuľke. 
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7 Spracovanie  
 
 
Obr. 7.1 Diagram tried. 
 
Entitná množina uzivatel je modelovaná s atribútmi (meno, priezvisko, heslo) a 
primárnym kľúčom ID. Ma dva podtypy – entitnú množinu student s atribútmi 
(stud_skupina, poc_abs_testov) a entitnú množinu ucitel s atribútmi (ucitel). Dedičnosť je 
modelovaná ako vzťah generalizácia/špecializácia. Učiteľ zadáva testy - test je 
modelovaný ako entitná množina test s atribútmi (ID_testu, nazov_testu, poc_otaziek3, 
poc_otaziek5, pristup_heslo). Agregáciou entitnej množiny test je entitná množina otazky 
tzn., že testy sa doslova skladajú z otáziek.  Študent rieši konkrétny test modelovaný ako 
slabá entitná množina Moj test, ktorá je závislou množinou od entity Test, bez ktorej by v 
systéme neexistovala. Jej atribúty sú id_moj_test, id_test, id_stud, id_otazka, odpoved. Z 
uvedeného modelu (obr. 7.1) som následne vytvoril databázové tabuľky, kde jednotlivé 
entitné množiny zodpovedajú tabuľkám a atribúty stĺpcom. 
 
Keďže jazyk PHP podporuje programovanie na základe modulárneho 
paradigmatu, rozhodol som sa túto možnosť využiť v mojej práci. Každý modul zohráva 
svoju úlohu. Modul s názvom index.php zabezpečuje možnosť prihlásenia a výber 
ďalšieho modulu na základe role užívateľa. Podľa role užívateľa je vybraný príslušný 
modul a to student.php, alebo ucitel.php. 
  
Interakciu s užívateľom zabezpečujú funkcie, ktoré generujú príslušný HTML 
kód. Tieto sú súčasťou html_fun.php. Funkcie, ktorých úlohou je zabezpečiť prácu 
s databázou na základe požiadaviek užívateľov sa nachádzajú v module sys_fun.php. 
  
Rozhodol som sa použiť spôsob popisu jednotlivých časti systému v takom poradí 
v akom sú používané užívateľom.  
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7.1 INDEX 
 
Vstupným bodom do systému je modul index.php, ktorý zobrazí prihlasovací 
formulár pre užívateľa – funkcia log_form().  
 
 
Obr. 7.2 Prihlasovací formulár 
 
Po odoslaní vyplneného formulára systém vyberie z databáze informácie 
o príslušnom užívateľovi. Podľa hodnoty v stĺpci s názvom učiteľ (0 alebo 1) dojde 
k presmerovaniu na modul student.php, alebo ucitel.php. Pomocou poľa $_SESSION sú 
odovzdané informácie o užívateľovi príslušnému modulu.  
 
 
7.2 ŠTUDENT 
 
 Na začiatku dochádza ku kontrole prihlásenia. Po úspešnom prihlásení sa zobrazí 
príslušné menu jeho zobrazenie zabezpečuje procedúra menu_student(). 
 
 
Obr. 7.3 Základné menu študenta 
 
 
 Ponúka nám tri akcie, ktorými sú riešenie nového testu, zobrazenie výsledkov testov, 
alebo odhlásenie.  
  
Po výbere možnosti riešenia testu sa zobrazí formulár na zadanie hesla. Formulár 
spracováva procedúra zadaj_heslo(), 
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Obr. 7.4 Vkladanie hesla pred generovaním testu 
 
 po ktorého zadaní sa vygeneruje príslušný test ak ešte nebol generovaný. 
 
Popis generovania testu: 
 
Po odoslaní hesla testu je zavolaná funkcia generuj_test(), ktorej parametrami sú heslo 
a id studenta. Funkcia zistí id testu, ak test so zadaným heslom existuje v databáze. 
V ďalšom kroku procedúra daj_otazky() vygeneruje pseudonáhodnú sadu otázok 
z databáze a priradí ich ku konkrétnemu študentovi. Tým je vygenerovaný test.  
 
 
Obr. 7.5 Ukážka časti vygenerovaného testu 
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Ako generátor pseudonáhodných čísiel som použil funkciu mt_rand(), ktorá 
generuje pseudonáhodné čísla zo zvoleného intervalu pomocou algoritmu „Mersenne 
twister“.  
 
V bakalárskej práci som tento generátor využil na pseudonáhodné generovanie 
indexov poľa, v ktorom sú uložené otázky patriace ku konkrétnemu testu. Na koniec 
funkcia generuj_test() vráti id príslušného testu. 
Po vygenerovaní, resp. zistení id testu (jeden test sa generuje pre jedného študenta 
len raz), nasleduje kontrola, či študent už test v minulosti neabsolvoval. Túto skutočnosť 
má na starosti funkcia neabsolvoval(), ktorá vracia hodnotu typu BOOL. Ak je návratová 
hodnota funkcie pravda (1), test sa zobrazí, pokiaľ funkcia vráti hodnotu 0 (nepravda), 
zobrazí sa oznámenie, že požadovaný test už bol absolvovaný. 
 
Po vyplnení formulára (testu) a jeho odoslaní sa test vyhodnotí. Hodnotenie testu 
sa ukladá do databáze. Po výbere možnosti výsledkov testov (viď obr. 7.5) sa z databáze 
z tabuľky hodnotenie zobrazia všetky záznamy patriace prihlásenému užívateľovi 
 
 
Obr. 7.6 Príklad zobrazenia výsledkov testov 
.  
 Pri odhlásení sa zrušia premenné v poli $_SESSION pomocou funkcie unset() 
a ukončí sa sedenie funkciou session_destroy().   
 
 
7.3 UČITEĽ 
 
 Rovnako ako pri module student.php zo začiatku dochádza ku kontrole 
prihlásenia. Po úspešnom prihlásení (obr. 7.6) funkcia menu_ucitel() zobrazuje príslušné 
menu.  
 
 
Obr. 7.7 Základne menu učiteľa 
 
 V ponuke máme možnosti výberu študenti, testy, otázky a tiež možnosť odhlásenia.  
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Po výbere možnosti Študenti (funkcia menu_ucitel1() ) sa zobrazuje submenu, 
v ktorom sa nachádzajú položky Pridaj študenta a Zoznam študentov. Samotné názvy 
hovoria o tom na čo budú dané položky slúžiť. Po kliknutí na Pridaj študenta sa zobrazia  
polia formulára (funkcia form_uc1() ). 
 
 
Obr. 7.8 Pridávanie študenta   
 
 Po vyplnení je možné zadané hodnoty odoslať do databáze (funkcia 
pridaj_studenta() ), alebo vymazať. Pre úspešné odoslanie formulára je nutné, aby boli 
vyplnené všetky polia, pretože každé z nich je testované na prázdnosť podmienkou if, ak 
však tak nespravíme na stránke sa vypíše chybové hlásenie:“ Nevyplnili ste všetky 
polia!“. 
  
Zoznam študentov nám poskytuje okrem samotného zoznamu všetkých študentov, 
po kliknutí na tlačidlo Hľadaj (funkcia najdi_studenta () ), 
 
 
 
Obr. 7.9  Zoznam študentov 
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aj samotné vyhľadávanie podľa možných kritérií a to podľa mena, priezviska, študijnej 
skupiny, alebo podľa ich vzájomnej kombinácií. Z predošlého obrázku je jasné, že 
v databáze máme dvoch študentov s rovnakým menom s tým, že každý z nich patrí do 
inej študijnej skupiny. To však nebude problém, pretože ak budeme hľadať napríklad 
študenta, ktorého priezvisko je Rejko a patrí do študijnej skupiny B2TLI/12. Po odoslaní 
formulára, kliknutím na tlačidlo Hľadaj, dostávame nasledujúci výsledok. 
 
   
Obr. 7.10 Vyhľadávanie študenta 
 
Študenta sme hľadali s istým účelom a to zistiť počet absolvovaných testov, prezrieť si 
jeho výsledky, zmazať, alebo upraviť.  
  
Po kliknutí na položku Výsledky (funkcia zobraz_vysledky () ) sa nám na stránke 
zobrazí tabuľka s výsledkami sprevádzaná menom študenta, ktorého výsledky si 
prezeráme. 
 
 
Obr. 7.11 Zobrazenie výsledkov študenta. 
 
Možnosť Zmazať je zaistená funkciou zmaz_studenta(). Pri vymazávaní sa zobrazuje 
kontrolný formulár, sprevádzaný menom, priezviskom a id – číslom študenta, ktorý 
podáva kontrolnú otázku, či skutočne chceme vybraného študenta vymazať? 
 
 
Obr. 7.12 Odstraňovanie študenta. 
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Po stlačení tlačidla ANO, sa záznam odstráni ( funkcia zmaz_studenta () ) a následne sa 
nám zobrazí oznam o úspešnom zmazaní študenta z databáze. Po zmazaní sa opätovne 
zobrazí tabuľka záznamov, samozrejme bez toho odstráneného, ktorú sme mali naposledy 
zobrazenú (funkcia  najdi_studenta($_SESSION['last_query']) ). Predošlá funkcia je 
používaná aj pri kliknutí na tlačidlo NIE. 
  
Poslednou položkou v tejto sekcii je položka Upraviť. Po kliknutí na jej tlačidlo 
sa nám zobrazuje formulár form_uc3 (). Polia sú vyplnené menom, priezviskom, 
študijnou skupinou študenta, ktorého upravujeme. Ak sa niekto pomýlil napríklad 
v jednom znaku, nemusí celý formulár vypĺňať opätovne, to považujem za výhodu. Ak 
však to užívateľovi  prekáža, jednoduchým kliknutím na tlačidlo Zmazať budú všetky 
údaje vo formulári nastavené na pôvodné hodnoty. 
 
 Po výbere možnosti Testy (funkcia menu_ucitel2 () )sa zobrazuje submenu,  
v ktorom sa nachádzajú položky Pridaj test a Zoznam testov. 
 
 
Obr. 7.13 Submenu testov 
 
 Po kliknutí na možnosť Pridaj test sa nám na stránke zobrazí formulár (funkcia 
form_uc4() ).  
 
 
Obr. 7.14 Pridaj test 
 
Pre úspešné pridanie testu je potrebné zadať názov – ak je možné, tak názov by mal byť 
taký, aby sme po čase nemuseli skúmať, že z akého tematického celku bol test zostavený,  
jednotlivý počet otázok za 3 body, alebo za 5 bodov. Funkcia pridaj_test() spracováva 
pridanie nového testu do databáze. Tlačidlo Zmazat slúži na odstránenie hodnôt vo 
formulári.  
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Funkcia vypis_testy() riadi položku Zoznam testov okrem informácií o testoch  
 
 
Obr. 7.15 Zoznam testov 
 
slúži na sprostredkovanie testov študentom. Ak pole Heslo obsahuje prázdnu hodnotu 
NULL, prístup študenta bude zamietnutý. Dôvodom je to, že študentovi sa generuje test 
na základe hesla. Preto je potrebné aby každý jeden test mal iné heslo.  
  
Heslo je možné meniť po kliknutí na položku Zmenit heslo, následne funkcia 
form_zmen_heslo () zobrazí formulár v ktorom je možné zadať, alebo zmeniť heslo. Jeho 
uloženie riadi funkcia zmen_heslo (). 
  
Zmazanie testu je sprostredkované funkciou zmaz_test(), ktorá ako parameter 
dostáva id príslušného testu. Pred úplným zmazaním sa zobrazuje uisťujúci formulár 
(funkcia potvrd_zmaz_test() ), ktorý podáva otázku, či skutočne chceme vybraný test 
vymazať. Program ponúka jednoznačné odpovede ANO, NIE. Pri zvolení možnosti ANO, 
funkcia zmaz_test () definitívne odstráni nami vybraný test. Po odstránení sa zobrazuje 
hlásenie o úspešnom zmazaní a tabuľka zachovaných testov. Ak sme zvolili možnosť 
NIE tak nám opätovne zobrazí v tabuľke zoznam testov.  
 
Položka Otázky rovnako ako možnosť Testy obsahuje v submenu dve položky, 
zobrazenie spracováva funkcia menu_ucitel3(). Spomínanými dvomi položkami sú Pridaj 
otázku a Zoznam otáziek. 
 
 
Obr. 7.16 Submenu otázok 
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Po kliknutí na možnosť Pridaj otázku nám funkcia menu_ucitel3() na stránke zobrazí 
formulár (funkcia form_uc5() ), ktorý slúži na pridanie otázky, štyroch možnosti 
odpovede s tým, že len jedna môže byť správna. Pri pridávaní otázky je nevyhnutné 
vybrať jednu z možností výberových polí. V prvom výberovom poli sa určuje počet 
bodov za správnu odpoveď. V druhom správna odpoveď, a v poslednom – treťom test do 
ktorého si prajeme vložiť zadávanú otázku.  
 
 
Obr. 7.17 Pridávanie otázky 
 
Vkladanie otázok do databáze zabezpečuje funkcia pridaj_otazku (). 
 
Po výbere položky Zoznam otátiek sa na stránke zobrazuje tabuľka so záhlavím 
(funkcia th_zoznam_ot() ), obsahom (funkcia td_zoznam_ot() ) a jeho vyplnením (funkcia  
vypis_otazky() ) a nakoniec uzavretím tabuľky (funkcia tf_zoznam_ot() ) 
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Obr. 7.18 Zoznam otázok 
 
Pri potrebe Upraviť otázku sa nám zobrazuje formulár ako pri pridávaní otázky s tým, že 
polia sú predvyplnené hodnotami, ktoré sme zadávali pri pridávaní otázky. Hodnoty vo 
výberových poliach treba opätovne zadať. To všetko spracováva funkcia form_uc6 (). 
Položka Zmazať pracuje ako všetky predošlé. V tomto prípade akciu spracováva funkcia 
potvrd_zmaz_ot (), ktorej parametre sú id - otázky  , a jej zadanie. Naposledy spomínaná 
funkcia zobrazuje na stránke otázku, že či si prajeme otázku (jej zadanie) s jej ID  
skutočne odstrániť.  
 
Systém ponúka jednoznačné odpovede ANO, NIE. Pri zvolení možnosti ANO funkcia 
zmaz_otazku () definitívne odstráni nami vybranú otázku. Po odstránení sa zobrazuje 
hlásenie o úspešnom zmazaní a zoznam otázok, bez toho odstráneného. Ak sme zvolili 
možnosť NIE na stránke ostáva nezmenená tabuľka obsahujúca zoznam otázok.  
 
 
7.4 Použité softwarové nástroje 
 
Pri vytváraní aplikácie databázy a generovanie otázok pomocou jazyka PHP a jej 
následnom sprístupnení aj po sieti Internet, som  použil nasledujúce softwarové nástroje:  
 
EasyPHP 1.8 - balík obsahující Apache, PHP, MySQL a PHPMyAdmin,  
PSPaD 4.3.3 – textový editor poskytujúci zvyraznenie syntaxe, 
Firefox 2.0.0.14 - prehliadač WWW stránok s jednoduchým ovládaním. 
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8 Záver 
 
V závere bakalárskej práce zhrniem, o čo som sa pri jej písaní pokúšal. Ako už 
bolo zmienené v úvode, jedným z hlavných cieľov mojej práce bolo popísať tvorbu 
databáz v kombinácii jazykov PHP a MySQL. Počas písania a tvorenia teoretickej časti 
som nadobudol znalosti, ktoré mi postupom času umožňovali vytvárať jednotlivé webové 
aplikácie. Následne nastala nejednoduchá časť, a to ich vzájomne prepojiť, aby ako celok 
vytvárali použiteľnú aplikáciu na preskúšanie študentov. V elektronickom teste sa môže 
okrem bežných textových otázok s prípadnými obrázkami objaviť aj zvukové nahrávky, 
či video sekvencie,  ktoré študent identifikuje, alebo s nimi inak pracuje. Zásadný prínos 
elektronického testovania študentov zefektívňuje proces zadávania, vypracovania 
a samozrejme aj hodnotenia testov, preto sú dokonalou náhradou klasických 
„papierových“ testov.  
Výsledkom mojej práce je webová aplikácia, ktorá po presadení uľahčí 
vyučujúcim úlohu preskúšavania vedomosti študentov. Užívateľ aplikácie môže 
nadobúdať dve role - rolu učiteľ, alebo študent. Ich odlišnosť spočíva v právach, ktoré sú 
jednotlivej z rolí poskytnuté. Rola učiteľ spĺňa rolu admina, to znamená, že sú mu 
ponúknuté všetky možnosti aplikácie. A to pridávanie, upravovanie, odstraňovanie či už 
študenta, otázky alebo celého testu. Pri pridávaní nového testu vyučujúci zadáva jeho 
názov a počty otázok či už za tri, alebo päť bodov. Tým určuje náročnosť a zároveň 
maximálny počet bodov za test. Následne pri pohľade na zoznam testov, pri novom teste 
bude voľné pole patriace heslu. Pre sprístupnenie testu študentom je nutné toto pole 
vyplniť vhodným heslom. To je však dobré robiť až po pridaní dostatočného množstva 
otázok do databáze jednotlivému testu. Rola študent obsahuje len dve možnosti – 
absolvovať test a prezeranie svojich výsledkov. Pri snahe absolvovať test je nutné do 
formulára zadať korektné heslo testu. Po zadaní správneho hesla sa študentovi náhodne 
vygeneruje sada otázok priradených ku konkrétnemu testu. Po vyplnení odpovedí študent 
odošle test do databáze, kde prebieha vyhodnotenie, ktoré mu je hneď poskytnuté.   
Generovanie testov je jadrom bakalárskej práce. Ako generátor pseudonáhodných 
čísiel som použil funkciu mt_rand(), ktorá generuje pseudonáhodné čísla zo zvoleného 
intervalu pomocou algoritmu „Mersenne twister“. Vysvetlenie postupu je zhrnuté 
v siedmej kapitole.  
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Zoznam skratiek  
 
 
DDL   - Data Definition Language 
DML   - Data Manipulation Language 
FI   - Form Interpreter  
FK   – Foreign key 
HTML  - HyperText Markup Language  
MySQL  - My Structured Query Language  
PHP   - Personal Home Page Tools  
PK   – Primary key 
SQL   - Structured Query Language  
XML  - eXtensible Markup Language  
WWW  - World Wide Web 
URL  - Uniform Resource Locator  
 
 
 
 
