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1. Introducción	  	  En	  este	  capítulo	  se	  describe	  la	  visión	  general	  del	  proyecto,	   la	  motivación	  y	  los	  objetivos	  del	  proyecto.	  Además	  situaremos	  el	  contenido	  del	  mismo	  dentro	  del	  contexto	  actual	  y	  el	  mundo	  de	  las	  PYMES.	  	  
1.1. Definición	  y	  alcance	  	  El	  PFC	  que	  se	  presenta	  (Integració	  de	  frameworks	  pel	  desenvolupament	  
d'aplicacions	  webs	  i	  mòbils)	  es	  una	  plataforma	  online	  que	  ofrece	  la	  posibilidad	  de	  gestionar	  y	  administrar	  una	  PYME	  de	   forma	  colaborativa,	   integrando	   tecnologías	  web	   y	   móviles.	   Además,	   propone	   una	   arquitectura	   tecnológica	   transversal	   y	  multiplataforma	  a	  todos	  los	  entornos	  de	  trabajo.	  Esta	   solución	   integra	   componentes	   de	   notificación	  mediante	   eventos,	   que	  permite	   informar	   en	   todo	   momento	   a	   los	   usuarios	   y	   agilizar	   los	   procesos	   de	  negocio.	   Creando	   un	   ambiente	   colaborativo	   dentro	   de	   la	   línea	   de	   negocio,	   y	  permitiendo	  a	  los	  usuarios	  hacer	  una	  gestión	  de	  tareas	  en	  tiempo	  real	  y	  mediante	  dispositivos	  móviles.	  La	  información	  es	  accesible	  en	  todo	  momento	  y	  en	  cualquier	  lugar.	   El	  proyecto	  realizado	  presenta	  una	  solución	  arquitectónica	  que	  integra	   los	  frameworks	   de	   desarrollo	   web	   i	   móviles,	   y	   además	   incluye	   el	   tratamiento	   de	  eventos	  así	  como	  un	  estudio	  de	  las	  posibles	  vías	  de	  notificación.	  Además,	  propone	  dos	  prototipos	  web	  y	  móvil	  integrados.	  	  
1.2. Organización	  de	  la	  memoria	  	  El	  documento	  se	  organiza	  de	  manera	  que	  refleja	  las	  etapas	  que	  se	  llevan	  a	  cabo	  en	  un	  Análisis	  y	  Diseño	  Orientado	  a	  Objetos.	  Éstas	  son:	  	  
• Estudio	   previo:	   estudio	   de	   las	   necesidades	   y	   características	   de	   la	  solución.	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• Captura	   de	   requerimientos:	   se	   describirán	   las	   necesidades	   en	  términos	  del	   cliente,	   identificando	   los	   requerimientos	   funcionales	  y	  no	  funcionales	  del	  sistema.	  
• Especificación:	  transformación	  de	  los	  requerimientos	  en	  un	  lenguaje	  de	  la	   solución.	   Se	   mantendrá	   un	   nivel	   alto	   de	   abstracción	   respecto	   los	  detalles	  concretos	  de	  la	  solución.	  
• Diseño:	  se	  utilizará	  la	  especificación	  de	  la	  etapa	  anterior	  para	  construir	  la	  solución.	  
• Construcción:	   Implementación	   del	   diseño	   en	   un	   lenguaje	   de	  programación.	  Esto	  no	  significa	  que	  sea	  una	  simple	  codificación,	  ya	  que	  en	   esta	   etapa	   también	   se	   realizarán	   pruebas	   que	   garanticen	   el	  comportamiento	  de	  los	  requisitos	  funcionales. 
 Finalmente	   se	   incluyen	   los	   costes,	   las	   conclusiones	   del	   proyecto	   con	   las	  proyecciones	   futuras,	   la	   bibliografía	   y	   los	   manuales	   de	   usuario,	   instalación	   y	  desarrollo.	  	  
1.3. Contexto	  inicial	  	  Actualmente	  el	  80%	  de	  las	  empresas	  en	  España	  son	  PYMES	  y	  la	  mayoría	  de	  estas	  gastan	  mucho	  tiempo	  y	  esfuerzo	  en	  mejorar	  y	  automatizar	  sus	  actividades	  y	  procesos	  de	  negocio.	  Con	   la	  revolución	  de	   las	  TIC,	   las	  empresas	  pueden	  disponer	  de	   toda	   su	   información	   en	   cualquier	   sitio	   del	   mundo	   a	   cualquier	   momento	  (Everytime	  Everywhere).	  Acceder	  a	   toda	   la	   información	  y	  obtener	  avisos	  y	  alertas	  de	   los	   cambios	  y	  sucesos	   que	   ocurren	   dentro	   de	   nuestro	   negocio	   ayudan	   a	   las	   PYMES	   a	   ser	  empresas	  auto	  gestionadas	  y	  centrarse	  en	  su	  core	  business.	  En	  el	  mercado	  existen	  una	  multitud	  de	  soluciones	  comerciales,	  pero	  todas	  a	  un	  coste	  elevado	  y	  la	  mayoría	  de	  ellas	  su	  evolución	  implica	  un	  coste	  elevado	  para	  las	   empresas.	  También,	   existen	   soluciones	  opensource,	   pero	  no	   están	  maduras	   y	  no	  se	  ajustan	  a	  los	  requisitos	  funcionales	  de	  una	  PYME.	  El	   coste	   de	   implantación	   de	   las	   soluciones	   comerciales	   tanto	   de	   nuevos	  desarrollos	  hace	  que	  los	  evolutivos	  sean	  costosos	  y	  la	  gestión	  de	  la	  plataforma	  sea	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inmantenible,	   y	   combinar	   las	   tecnologías	  móviles	   provoca	   la	   implementación	   de	  cero	   de	   la	   solución.	   Y	   además,	   cada	   vez	   más	   las	   empresas	   solicitan	   productos	  basados	  en	  tecnologías	  móviles	  con	  el	  fin	  de	  captar	  más	  negocio.	  Así	  este	  proyecto	  se	  enmarca	  en	  el	  contexto	  de	  las	  PYMES	  y	  la	  gestión	  de	  la	  información	   a	   través	   de	   las	   nuevas	   tecnologías	   de	   comunicación	   y	   dispositivos	  móviles.	  Ofreciendo	  una	  máxima	  versatilidad	  y	  movilidad	  dentro	  de	  las	  empresas.	  	  
1.4. Objetivos	  	  Este	   proyecto	   tiene	   como	   objetivo	   la	   realización	   de	   una	   arquitectura	  informática	   escalable	   y	   modular	   	   proporcionando	   una	  	   integración	   completa	   de	  toda	   la	   información.	   Con	   el	   fin	   de	   proporcionar	   una	   aplicación	   móvil	   y	   web	  
customizables	   y	   con	   un	   look	   and	   feel	   atractivo,	   utilizando	   las	   	   últimas	  herramientas	  y	  frameworks	  de	  desarrollo	  open	  source.	  	  A	  continuación	  se	  describen	  los	  objetivos	  y	  funcionalidades	  incluidas	  en	  el	  proyecto:	  	  
Implementación	  y	  diseño	  de	  la	  arquitectura	  
	  El	   principal	   objetivo	   del	   proyecto	   es	   la	   realización	   de	   una	   arquitectura	  transversal	   y	  multiplataforma	   utilizando	   las	   últimas	   herramientas	   y	   frameworks	  de	   desarrollo	   (Flex,	   Spring,	  Hibernate,…).	   	   La	   arquitectura	   permitirá	   evolucionar	  nuevas	  funcionalidades	  sin	  impactar	  en	  los	  costes	  de	  desarrollo.	  	  
	  
Eventos	  y	  notificación	  
	  La	  arquitectura	  dispone	  de	  un	  módulo	  de	  gestión	  de	  eventos,	  que	  permite	  notificar	  a	  todos	  los	  componentes	  un	  nuevo	  suceso	  o	  acción	  realizada.	  Mediante	  los	  eventos	   obtenemos	   mayor	   colaboración	   entre	   los	   componentes	   del	   sistema	   y	  además	   facilitamos	   la	   interacción	   entre	   los	   usuarios	   de	   la	   aplicación.	   Además	   la	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información	   está	   disponible	   a	   cualquier	  momento	   en	   cualquier	   sitio	   (Everytime	  
Everywhere).	  
	  
Cliente	  web	  
	  Dentro	  del	  marco	  del	   proyecto	   está	   el	   diseño	   y	   la	   implementación	  de	  dos	  clientes	  web.	  Estos	  clientes	  utilizan	  tecnologías	  diferentes	  pero	  el	  punto	  de	  entrada	  al	   sistema	   es	   el	   mismo.	   Todos	   los	   servicios	   y	   funcionalidades	   ofrecidas	   por	   la	  arquitectura	  convergen	  para	  dar	  soporte	  a	  ambos	  clientes	  web.	  
	  
CEP	  Mobile 
	  La	   realización	  de	  un	  cliente	  móvil	   es	  uno	  de	   los	  objetivos	  del	  proyecto.	  El	  cliente	   móvil,	   igual	   que	   el	   cliente	   web,	   tendrá	   acceso	   a	   toda	   la	   información	   del	  sistema.	  Pero	  para	  la	  integración	  de	  clientes	  móviles,	  la	  arquitectura	  dispone	  de	  un	  módulo	   (proxy)	  especifico,	  ya	  que	   la	  capacidad	  de	  procesamiento	  de	   los	  clientes	  móviles	  es	  menor	  que	  la	  de	  los	  clientes	  webs.	  
	  
Escalabilidad	  /	  Integración	  /	  Implantación	  
	  La	   arquitectura	   desarrollada	   debe	   ser	   escalable,	   debe	   garantizar	   la	  integridad	  de	  la	  información	  para	  todos	  los	  sistemas	  y	  la	  implantación	  y	  puesta	  en	  marcha	  debe	  ser	  sencilla	  y	  rápida.	  	  
1.5. Motivación	  	  Las	   motivaciones	   que	   me	   han	   llevado	   a	   realizar	   este	   PFC	   son	   varias.	   El	  principal	  motivo,	  es	  la	  realización	  de	  un	  sistema	  que	  integra	  componentes	  webs	  y	  móviles.	   En	   segundo	   lugar,	   la	   implementación	   de	   eventos	   y	   notificaciones	   en	  tiempo	   real	   dentro	   del	   proyecto	   para	   mejorar	   los	   procesos	   de	   negocio	   de	   las	  empresas	  y	  organizaciones.	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Además	   satisfacer	   la	   curiosidad	   de	   trabajar	   con	   diferentes	   componentes	  OpenSource	   como	   Android,	   Hibernate,	   Flex	   para	   la	   creación	   de	   aplicaciones	  móviles	  y	  RIA	  (Rich	  Internet	  Applications).	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2. Análisis	  previo	  	  En	   este	   capítulo	   se	   definen	   las	   bases	   funcionales	   y	   la	   estrategia	   y	  metodología	   de	   desarrollo	   llevada	   a	   cabo	   a	   lo	   largo	   del	   proyecto,	   así	   como	   la	  planificación	  a	  seguir	  a	  lo	  largo	  del	  PFC.	  	  
2.1. Características	  estructurales	  y	  funcionales	  	  El	  objetivo	  de	  esta	  sección	  es	  definir	   las	  bases	  funcionales	  del	  sistema	  que	  sean	   más	   adecuadas	   para	   el	   trabajo	   posterior.	   Como	   se	   ha	   mencionado	  anteriormente	   el	   proyecto	   consta	   de	   una	  parte	   de	   arquitectura	   y	   tratamiento	  de	  eventos	   y	   notificaciones.	   Así,	   trataremos	   las	   buenas	   prácticas	   y	   la	   definición	   de	  eventos.	  
2.1.1. Paradigma	  de	  programación	  	  Dadas	   las	  características	  del	  proyecto	  y	   los	  objetivos	  se	  puede	  determinar	  que	  un	  buen	  paradigma	  es	  el	  de	  la	  programación	  orientada	  a	  objetos,	  que	  expresa	  un	   programa	   como	   un	   conjunto	   de	   objetos	   que	   se	   comunican	   entre	   ellos	   para	  realizar	  tareas.	  Este	  paradigma	  de	  programación	  está	  pensado	  para	  realizar	  aplicaciones	  y	  módulos	  de	  una	  forma	  sencilla	  de	  escribir,	  de	  mantener	  y	  reutilizar.	  Nos	  sirve	  para	  dividir	   el	   programa	   en	   entidades	   u	   objetos,	   donde	   cada	   uno	   está	   encargado	   de	  realizar	  una	  tarea	  específica.	  Algunas	  de	  las	  características	  más	  importantes	  de	  este	  paradigma	  son:	  	  
• Abstracción: cada objeto del sistema sirve de modelo de un agente abstracto que 
puede realizar tareas, informar, cambiar su estado y comunicarse con otros objetos 
dentro del sistema sin revelar su implementación y sus características. 
• Encapsulamiento: garantiza que ningún objeto pueda cambiar el estado interno de otro 
objeto, ya que son los métodos internos los únicos que pueden acceder al estado. Cada tipo 
de objeto muestra una interfaz al resto y especifica la interacción entre ellos. 
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• Polimorfismo: las referencias y colecciones de objetos pueden contenerobjetos de 
diferentes tipos. La invocación de un comportamiento a una referencia provocará el 
comportamiento correcto para el tipo real del referente. Cuando esto suceda le llamaremos 
asignación dinámica. 
• Herencia: organiza y facilita el polimorfismo y el encapsulamiento permitiendo a los 
objetos ser definidos y creados como tipos especializados de objetos preexistentes.  	  Este	   paradigma	   se	   adapta	   perfectamente	   a	   los	   objetivos	   del	   proyecto,	  facilita	   la	   etapa	  de	  especificación	  y	  garantiza	  un	  amplio	   catálogo	  de	   lenguajes	  de	  programación.	  	  	  
2.2. Metodología	  	  El	   desarrollo	   que	   se	   ha	   seguido	   para	   este	   proyecto	   es	   el	   Ciclo	   de	   vida	  
Iterativo	   e	   Incremental.	   Este	   proceso	   garantiza	   un	   alto	   nivel	   de	   éxito	   en	  proyectos	  orientados	  a	  objetos.	  Es	   iterativo	   porque	   se	   produce	   un	   refinamiento	   sucesivo	   del	   proyecto,	   ya	  que	  en	  cada	  vuelta	  se	  aplica	  la	  experiencia	  de	  los	  resultados	  anteriores.	  En	  el	  caso	  particular	   de	   este	   proyecto,	   en	   las	   entregas	   realizadas	   al	   tutor	   se	   evaluaba	   el	  resultado	  y	  se	  planteaban	  mejoras	  de	  desarrollo.	  La	  siguiente	  figura	  muestra	  el	  proceso	  descrito	  anteriormente.	  	  	  
	  
Figura	  1	  Metodología	  de	  desarrollo 
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  A	  medida	  que	  se	  avanza	  hacia	  la	  solución	  se	  realizan	  reuniones	  con	  el	  tutor	  para	  evaluar	   los	  requerimientos	  finalizados	  y	  discutir	   las	  posibles	  modificaciones	  de	  los	  requerimientos	  iniciales.	  	  
2.3. Planificación	  	  En	  esta	  sección	  de	  explican	   las	  diferentes	  etapas	  que	  se	  han	  seguido	  en	  el	  desarrollo	  del	  proyecto	  y	  la	  planificación	  inicial	  realizada.	  	  
2.3.1. Etapas	  del	  proyecto	  	  
• Definición	   del	   proyecto:	   en	   reuniones	   con	  el	   director	  de	  proyecto	   se	  definió	   el	   alcance	   y	   objetivos	   del	   proyecto,	   además	   del	   conjunto	   de	  requerimientos.	  
• Aprendizaje:	  periodo	  de	  tiempo	  de	  familiarización	  con	  las	  tecnologías	  a	  utilizar,	  así	  como	  la	  configuración	  del	  entorno.	  Este	  periodo	  es	  didáctico	  y	  se	  ha	  realizado	  durante	  toda	  la	  elaboración	  del	  proyecto.	  
• Análisis	   y	   especificación:	   la	   realización	  de	  un	  análisis	  de	  requisitos	  a	  partir	   del	   cual	   se	   realizará	   su	   especificación	   mediante	   diagramas	   en	  UML.	  	  
• Diseño:	  diseño	  de	  la	  arquitectura	  y	  de	  las	  especificaciones	  realizadas	  al	  entorno	  adecuado:	  
o Diseño	  capa	  de	  presentación	  
o Diseño	  capa	  de	  negocio	  
o Diseño	  capa	  de	  datos	  
• Codificación:	   traducción	   del	   modelo	   conceptual,	   casos	   de	   uso	   de	   la	  especificación	  i	  del	  diseño	  a	  componentes	  software.	  
• Pruebas:	  realización	  de	  pruebas	  unitarias	  y	  funcionales.	  
• Documentación:	  realización	  de	  la	  documentación	  del	  proyecto	  y	  de	  los	  manuales	  de	  usuario,	  instalación	  y	  desarrollo.	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2.3.2. Planificación	  inicial	  	  A	  continuación	  se	  detalla	  la	  planificación	  actual	  y	  el	  diagrama	  de	  GANT.	  	  
	  
Figura	  2	  Esquema	  de	  tareas	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Figura	  3	  Diagrama	  de	  GANT	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3. Análisis	  de	  requisitos	  	  
Los	   requerimientos	   de	   un	   sistema	   especifican	  QUÉ	   debe	   de	   hacer	   el	   sistema	  
pero	   NO	   CÓMO	   debe	   hacerlo.	   Si	   buscamos	   por	   la	   red	   encontramos	   diferentes	  
definiciones	   de	   requerimientos	   que	   se	   han	   ido	   aceptando	   a	   lo	   largo	   de	   la	   historia.	  
Entre	  otras	  definiciones	  encontramos:	  
• Condición	   o	   capacidad	   que	   un	   usuario	   necesita	   para	   poder	   resolver	   un	  problema	  o	  lograr	  un	  objetivo	  (IEEE).	  
• Condición	  o	  capacidad	  que	  debe	  exhibir	  o	  poseer	  un	  sistema	  para	  satisfacer	  un	   contrato,	   estándar,	   especificación,	   u	   otra	   documentación	   formalmente	  impuesta	  (IEEE).	  
• Una	  condición	  o	  capacidad	  que	  debe	  ser	  conformada	  por	  el	  sistema	  (RUP).	  
• Algo	  que	  el	   sistema	  debe	  hacer	  o	  una	  cualidad	  que	  el	   sistema	  debe	  poseer	  (Robertson	  -­‐	  Robertson).	  
En	  esta	  sección	  vamos	  a	  ver	  los	  dos	  tipos	  de	  requerimientos	  principales:	  de	  
tipo	  funcional	  y	  de	  tipo	  no	  funcional.	  
ü Un	  requerimiento	  funcional	  puede	  ser	  una	  descripción	  de	  lo	  que	  un	  sistema	  
debe	   hacer.	   Este	   tipo	   de	   requerimiento	   específica	   algo	   que	   el	   sistema	  
entregado	  debe	  ser	  capaz	  de	  realizar.	  	  
ü Un	   requerimiento	  no	   funcional:	   de	   rendimiento,	   de	   calidad,	   etc.	   Especifica	  
algo	  sobre	  el	  propio	  sistema,	  y	  cómo	  debe	  realizar	   sus	   funciones.	  Algunos	  
ejemplos	   de	   aspectos	   solicitables	   son	   la	   disponibilidad,	   el	   testeo,	   el	  
mantenimiento,	  la	  facilidad	  de	  uso,	  etc.	  
3.1. Requisitos	  funcionales	  	  
En	   este	   apartado	   vamos	   a	   enumerar	   y	   a	   detallar	   los	   diferentes	   requisitos	  
funcionales	  que	  debe	  tener	  nuestro	  sistema.	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El	   sistema	   debe	   facilitar	   el	   acceso	   a	   los	   usuarios	  mediante	   una	   aplicación	  
web	   y	   una	   aplicación	   móvil.	   De	   esta	   forma	   podemos	   distinguir	   dos	   tipos	   de	  
usuarios	  en	  el	  sistema:	  
	  
• Usuario	  web:	  los	  usuarios	  que	  acceden	  a	  la	  aplicación	  web.	  
• Usuario	  móvil:	  los	  usuarios	  que	  acceden	  a	  la	  aplicación	  móvil.	  
	  
Los	   usuarios	   pueden	   acceder	   a	   toda	   la	   funcionalidad	  del	   sistema.	  De	   esta	  
forma	  el	  sistema	  facilitará:	  
	  
1. Cliente	   Web.	   El	   sistema	   debe	   permitir	   al	   usuario	   web	   acceder	   a	   la	  
información	  mediante	  un	  cliente	  Web.	  
2. CEP	   Mobile.	   El	   sistema	   debe	   permitir	   al	   usuario	   móvil	   acceder	   a	   la	  
información	  a	  través	  de	  un	  cliente	  móvil.	  
3. Mantenimiento	  de	  clientes.	  El	  sistema	  tiene	  que	  permitir	  al	  usuario	  añadir,	  
modificar	  y	  consultar	  los	  clientes	  mediante	  el	  portal	  web.	  	  
4. Notificación	   de	   eventos.	  Nuestro	   sistema	  debe	  proporcionar	  al	  usuario	  un	  
mecanismo	  de	  notificación	  de	  eventos.	  
5. Real	   Time:	   El	   sistema	   notificará	   a	   los	   usuarios	   móviles	   todas	   las	   acciones	  
realizadas	  en	  los	  portales	  web	  en	  tiempo	  real.	  
6. Cross	   platform:	   El	   sistema	   permitirá	   el	   acceso	   a	   toda	   la	   información	  
mediante	   el	   cliente	   móvil	   y	   el	   cliente	   web.	   Toda	   la	   información	   estará	  
disponible	  en	  ambos	  portales,	  y	  además	  debe	  garantizar	  la	  integridad	  de	  los	  
datos.	  	  
	  
3.2. Requisitos	  no	  funcionales	  	  
En	  este	  apartado	  vamos	  a	  enumerar	  y	  a	  detallar	  los	  diferentes	  requisitos	  no	  
funcionales	  que	  debe	  tener	  nuestro	  sistema.	  
	  
1. Fácil	  de	  usar.	  El	  sistema	  debe	  de	  ser	  fácil	  y	  amigable	  de	  usar.	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2. Fiabilidad	  de	  datos.	  El	  sistema	  debe	  tratar	  los	  datos	  con	  total	  exactitud.	  
3. Mantenibilidad	   y	   reusabilidad.	   El	   sistema	   debe	   ser	   mantenible	   y	  reusable.	  
4. Tests.	   El	   sitema	   debe	   estar	   probado	   y	   garantizar	   su	   uso	   de	   forma	  eficiente.	  
5. Arquitectura	   flexible.	   El	   sistema	   debe	   permitir	   evolucionar	   la	  arquitectura	  de	  forma	  fácil	  y	  ágil	  sin	  afectar	  al	  coste	  del	  desarrollo.	  
6. Seguridad:	  El	  sistema	  debe	  ser	  seguro	  y	  robusto.	  Debe	  permitir	  el	  acceso	  a	  la	  plataforma	  tanto	  a	  los	  usuarios	  web	  como	  los	  usuarios	  móviles.	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4. Especificación	  	  En	  este	  capítulo	  se	  describirá	  el	  comportamiento	  que	  debe	  tener	  el	  sistema	  de	  cara	  al	  usuario	  final.	  El	   lenguaje	   de	   especificación	   es	   UML	   (Unified	   Modelig	   Language),	   que	  permite	  definir	  modelos	  previos	  a	  la	  construcción	  del	  sistema.	  La	  especificación	  de	  la	   ingeniería	   del	   software	   define	   diferentes	   modelos	   en	   UML,	   en	   nuestro	   caso	  utilizaremos	  los	  siguientes:	  
• Modelo	  de	  casos	  de	  usos:	  determinar	  las	  funciones	  del	  sistema	  para	  los	  diferentes	  actores	  participantes	  al	  sistema.	  
• Modelo	   del	   comportamiento	   del	   sistema:	   modelo	   que	   nos	  muestra	  como	   interaccionan	   las	   entidades	   externas	   al	   sistema	   y	   el	   propio	  sistema,	  mediante	  mensajes	  que	  representan	  funciones	  del	  sistema.	  
 
4.1. Modelo	  de	  casos	  de	  uso	  	  El	   modelo	   de	   casos	   de	   uso	   se	   puede	   definir	   a	   partir	   de	   los	   siguientes	  elementos	  fundamentales:	  
• Caso	   de	   uso:	   describe	   la	   secuencia	   de	   eventos	   de	   un	   agente	   externo,	  actor,	   que	   utiliza	   el	   sistema	   para	   realizar	   procesos	   que	   tienen	   cierto	  valor	  para	  él.	  
• Actor:	  entidad	  externa	  que	  participa	  en	  la	  historia	  del	  caso	  de	  uso.	  	  
4.1.1. Diagrama	  de	  casos	  de	  uso	  	  Muestra	   todos	   los	   casos	   de	   uso	   del	   sistema	   con	   los	   actores	   que	  interaccionan	  con	  él,	  indicando	  cuales	  son	  las	  relaciones	  entre	  los	  actores	  y	  casos	  de	  uso.	  En	   el	   sistema	  hay	   dos	   actores	   que	   interactúan	   con	   el	   sistema:	  el	   usuario	  
web	  y	  el	  usuario	  móvil.	  Cada	  usuario	  puede	  realizar	  diferentes	  operaciones,	  y	  a	  demás	  tenemos	  diferentes	  roles	  para	  cada	  uno	  de	  estos	  usuarios.	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A	  continuación	  se	  muestran	  los	  diagramas	  de	  casos	  de	  uso.	  	  
• Gestión	  de	  clientes	  /	  Gestión	  de	  tareas	  	  	  
	  	  
• Solicitar	  servicio	  /	  Notificaciones	  	  
Usuario - web
Sistema
Gestión 
clientes
Alta Cliente
Baja Cliente
Modificación 
cleinte
Gestión 
tareas
Consulta 
tareas
Modificación 
estado
Baja tarea
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• Acceso	  /	  Registro	  
	  	   	  
Usuario - 
web / móvil
Sistema
Solicitar 
servicio
Nuevo 
servicio
Consulta 
servicio
Estado 
servicio
Notificación
Envío 
notificación
Registro 
notificación
Usuario - 
web / móvil
Sistema
Login
Logout
Registro
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4.2. Especificación	  casos	  de	  uso	  	  En	   esta	   sección	   se	   describen	   los	   casos	   de	   uso	   más	   representativos	   y	  relevantes.	  Los	   casos	   de	   uso	   se	   detallan	   a	   partir	   de	   la	   descripción	   de	   los	   siguientes	  campos:	  	  
• Identificador:	  nombre	  único	  del	  caso	  de	  uso. 
• Participantes:	  actores	  que	  intervienen	  en	  el	  caso	  de	  uso. 
• Precondiciones: condiciones	  necesarias	  que	  deben	  cumplirse	  para	  que	  el	  caso	  de	  uso	  se	  pueda	  iniciar	  correctamente. 
• Postcondiciones:	  condiciones	  necesarias	  que	  deben	  cumplirse	  una	  vez	  finalice	  el	  caso	  de	  uso	  
• Eventos:	   secuencia	   típica	   de	   eventos	   o	   interacciones	   necesarias	   para	  satisfacer	  los	  objetivos	  del	  caso	  de	  uso.	  
• Variantes:	  sucesos	  alternativos	  al	  ciclo	  de	  ejecución	  normal	  del	  caso	  de	  uso.	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Identificador	   1.	  Alta	  cliente	  
Participantes	   Usuario	  web	  
Descripción	   A	  partir	  de	  los	  datos	  introducidos	  por	  el	  usuario	  se	  crea	  un	  nuevo	  cliente.	  
Postcondiciones	   Creación	  de	  un	  nuevo	  cliente	  en	  el	  sistema.	  
	   Acciones	  del	  actor	   Respuesta	  del	  sistema	  
Eventos	   1. El	  usuario	  indica	  que	  quiere	  realizar	  el	  alta	  de	  un	  nuevo	  cliente	  	  	  	  	  2. El	  usuario	  introduce	  los	  datos	  para	  crear	  el	  cliente	  	  
	  	  	  	  3. Se	  muestra	  la	  página	  de	  introducción	  de	  datos	  	  	  	  	  	  4. Se	  validan	  los	  datos	  5. Se	  crea	  un	  nuevo	  cliente	  
Variantes	   El	  cliente	  ya	  existe	  en	  el	  sistema	  	  	   6. El	  sistema	  muestra	  un	  mensaje	  de	  error	  7. Modificación	  de	  los	  datos	  introducidos	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Identificador	   2.	  Modificación	  cliente	  
Participantes	   Usuario	  web	  
Descripción	   A	  partir	  de	  los	  datos	  introducidos	  se	  modifica	  un	  cliente	  existente.	  
Precondiciones	   El	  cliente	  a	  modificar	  debe	  existir	  previamente	  en	  el	  sistema	  
Postcondiciones	   Cliente	  modificado	  
	   Acciones	  del	  actor	   Respuesta	  del	  sistema	  
Eventos	   1. El	  usuario	  indica	  que	  quiere	  realizar	  la	  modificación	  de	  un	  nuevo	  cliente	  	  	  	  	  2. El	  usuario	  modifica	  los	  datos	  para	  modificar	  el	  cliente	  	  
	  	  	  	  3. Se	  muestra	  la	  página	  de	  introducción	  de	  datos	  	  	  	  	  	  4. Se	  validan	  los	  datos	  5. Se	  modifica	  el	  cliente	  
Variantes	   Los	  datos	  introducidos	  son	  incorrectos	  	  	   6. El	  sistema	  muestra	  un	  mensaje	  de	  error	  7. Modificación	  de	  los	  datos	  introducidos	   	  	  	  
Identificador	   3.	  Baja	  cliente	  
Participantes	   Usuario	  web	  
Descripción	   Eliminación	  de	  un	  cliente	  existente	  en	  el	  sistema	  
Precondiciones	   El	  cliente	  a	  eliminar	  debe	  existir	  previamente	  en	  el	  sistema	  
Postcondiciones	   Cliente	  eliminado	  
	   Acciones	  del	  actor	   Respuesta	  del	  sistema	  
Eventos	   1. El	  usuario	  indica	  que	  quiere	  realizar	  la	  baja	  	  de	  un	  nuevo	  cliente	  	  	  	  	  2. El	  usuario	  selecciona	  el	  cliente	  para	  ser	  eliminado	  	  
	  	  	  	  3. Se	  muestra	  la	  página	  de	  baja	  de	  clientes	  	  	  	  	  	  4. Se	  validan	  los	  datos	  5. Se	  elimina	  el	  cliente	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Identificador	   4.	  Modificar	  tarea	  
Participantes	   Usuario	  web	  
Descripción	   Se	  modifica	  el	  estado	  de	  una	  tarea	  y	  se	  notifica	  al	  cliente	  con	  el	  estado	  informado.	  
Precondición	   La	  tarea	  debe	  existir	  en	  el	  sistema	  
Postcondiciones	   Modificación	  del	  estado	  de	  la	  tarea	  y	  notificación	  al	  usuario	  móvil.	  
	   Acciones	  del	  actor	   Respuesta	  del	  sistema	  
Eventos	   1. El	  usuario	  indica	  que	  quiere	  modificar	  una	  tarea	  	  	  	  	  2. El	  usuario	  selecciona	  la	  tarea.	  3. El	  usuario	  modifica	  el	  estado	  de	  la	  tarea	  	  
	  	  	  	  4. Se	  muestra	  la	  página	  consulta	  de	  tareas	  	  	  	  	  	  	  5. Se	  valida	  el	  estado	  de	  la	  tarea.	  6. Modificación	  del	  estado	  de	  la	  tarea	  seleccionada	  7. Notificación	  al	  cliente	  propietario	  de	  la	  tarea.	  
Variantes	   Fallo	  al	  actualizar	  el	  estado	  de	  la	  tarea	  	  	   8. El	  sistema	  muestra	  un	  mensaje	  de	  error	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Identificador	   5.	  Solicitar	  servicio	  
Participantes	   Usuario	  web	  /	  móvil	  
Descripción	   El	  usuario	  web	  /	  móvil	  solicita	  un	  nuevo	  servicio	  
Precondición	   El	  servicio	  debe	  existir	  en	  el	  sistema	  
Postcondiciones	   Se	  crea	  una	  nueva	  solicitud	  de	  servicio	  en	  el	  sistema	  y	  	  se	  guarda	  el	  evento.	  
	   Acciones	  del	  actor	   Respuesta	  del	  sistema	  
Eventos	   1. El	  usuario	  indica	  que	  quiere	  solicitar	  un	  servicio	  	  	  	  	  	  	  2. El	  usuario	  selecciona	  el	  servicio.	  	  
	  	  	  	  3. Se	  muestra	  la	  página	  de	  nuevo	  servicio	  (aplicación	  móvil	  y	  aplicación	  web)	  	  	  	  	  	  	  4. Se	  crea	  un	  nuevo	  servicio.	  5. Se	  registra	  el	  evento	  de	  nuevo	  servicio.	  6. Se	  informa	  al	  usuario	  web	  de	  la	  creación	  de	  un	  nuevo	  servicio	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5. Eventos	  	  
Evento	  se	   refiere	   a	   cualquier	   acontecimiento,	   circunstancia,	   suceso	  o	   caso	  posible.	   Así,	   se	   dice	  eventualmente	  o	  ante	   todo	   evento	  en	   previsión	   de	   algo	   que,	  conjetural	  o	  previsiblemente,	  pudiera	  ocurrir	  en	  una	  circunstancia	  determinada	  y	  es	  generalmente	  un	  hecho	  imprevisto. Los	   eventos	   son	  una	  pieza	   clave	   en	   el	  marco	  del	   proyecto.	   Ya	  que	   toda	   la	  información	   debe	   estar	   accesible	   desde	   cualquier	   punto	   y	   en	   el	   menor	   tiempo	  posible.	  En	  el	   siguiente	  apartado	  vamos	  a	  describir	  qué	  es	  un	  evento	  en	  nuestro	  sistema	  y	  qué	  tecnologías	  van	  a	  dar	  soporte.	  
5.1. Diseño	  y	  definición	  	  Los	   eventos	   son	   acciones	   que	   suceden	   durante	   la	   ejecución	   del	   sistema	   o	  mediante	   la	   interacción	  del	  usuario	   con	  el	   sistema.	  En	  el	  primer	   caso,	   el	   sistema	  puede	   lanzar	   un	   evento	   de	   forma	   automática	   como	   respuesta	   a	   un	   fallo	   o	   error	  interno.	  Mientras	  que	  en	  el	  segundo	  caso,	  podemos	  indicar	  al	  sistema	  que	  acciones	  debe	  tomar	  en	  función	  de	  la	  interacción	  del	  usuario.	  Así	  podemos	  distinguir	  dos	  tipos	  de	  eventos:	  	  
• Eventos	  automáticos.	  Gestionados	  por	  el	  sistema	  (errores	  internos,	  errores	  de	  BBDD,…)	  
• Eventos	  programados.	  Reacciones	  ante	  situaciones	  específicas.	  	  En	  nuestro	  caso	  vamos	  a	  centrarnos	  en	  la	  gestión	  de	  eventos	  programados.	  La	  consecución	  a	  un	  evento	  es	  la	  notificación	  del	  mismo.	  En	  la	  notificación	  de	  un	  evento	  debemos	  indicar	  toda	  la	  información	  relevante	  al	  evento.	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A	  continuación	  vamos	  a	  indicar	  la	  información	  que	  define	  un	  evento.	  	  
Atributo	   Descripción	  
QUÉ	   Tipo	  de	  acción	  
QUIÉN	   Usuario	  que	  realiza	  la	  acción	  
CUANDO	   Tiempo	  en	  que	  sucede	  la	  acción	  
CÓMO	   Como	  se	  realiza	  la	  acción	  
DÓNDE	   Espacio	  de	  trabajo	  
A	  QUIÉN	   Destinatario	  de	  la	  acción	  	  Los	  eventos	  pueden	  notificarse	  de	  dos	  formas	  diferentes:	  	  
• Push.	   Los	   eventos	   se	   notifican	   de	   forma	   automática	   a	   los	  destinatarios.	  
• Pull.	   Los	  destinatarios	  deciden	   cuando	   recibir	   las	  notificaciones	  de	  los	  eventos.	  	  En	   nuestro	   caso	   trataremos	   los	   dos	   tipos	   de	   notificaciones	   y	   para	   ello	   el	  patrón	  de	  diseño	  que	  permite	   implementar	  de	   forma	  ágil	  y	  eficiente	  es	  el	  patrón	  
Observer.	   El objetivo de este patrón es desacoplar la clase de los objetos 
clientes del objeto, aumentando la modularidad del lenguaje, así como evitar 
bucles de actualización (espera activa o polling). Este	  patrón	  también	  se	  conoce	  como	  el	  patrón	  de	  publicación-­‐inscripción	  o	  modelo-­‐patrón.	  Estos	  nombres	  sugieren	  las	  ideas	  básicas	  del	  patrón,	  que	  son	  bien	  sencillas:	   el	   objeto	   de	   datos,	   llamémoslo	   "Sujeto"	   a	   partir	   de	   ahora,	   contiene	  atributos	   mediante	   los	   cuales	   cualquier	   objeto	   observador	   o	   vista	   se	   puede	  suscribir	  a	  él	  pasándole	  una	  referencia	  a	  sí	  mismo.	  El	  Sujeto	  mantiene	  así	  una	  lista	  de	  las	  referencias	  a	  sus	  observadores.	  Los	   observadores	   a	   su	   vez	   están	   obligados	   a	   implementar	   unos	   métodos	  determinados	   mediante	   los	   cuales	   el	   Sujeto	   es	   capaz	   de	   notificar	   a	   sus	  observadores	   "suscritos"	   los	   cambios	   que	   sufre	   para	   que	   todos	   ellos	   tengan	   la	  oportunidad	   de	   refrescar	   el	   contenido	   representado.	   De	   manera	   que	   cuando	   se	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produce	   un	   cambio	   en	   el	   Sujeto,	   ejecutado,	   por	   ejemplo,	   por	   alguno	   de	   los	  observadores,	  el	  objeto	  de	  datos	  puede	  recorrer	  la	  lista	  de	  observadores	  avisando	  a	  cada	  uno.	  Este	   patrón	   suele	   observarse	   en	   los	   frameworks	   de	   interfaces	   gráficas	  orientados	   a	   objetos,	   en	   los	   que	   la	   forma	   de	   capturar	   los	   eventos	   es	   suscribir	  'listeners'	  a	  los	  objetos	  que	  pueden	  disparar	  eventos.	  En	   Java	  se	  puede	  heredar	   la	   funcionalidad	  del	  patrón	  Observer	  de	   la	  clase	  Observable	  y	   los	  observadores	  pueden	  implementar	   la	   interfaz	  Observer	  y	  por	   lo	  tanto	  redefinir	  el	  método	  update().	  La	  figura	  siguiente	  muestra	  el	  funcionamiento	  del	  patrón.	  	  
	  
Figura	  4	  Patrón	  observador 	  	  
5.2. Tecnologías	  	  Debemos	  persistir	  los	  eventos	  generados	  por	  el	  sistema,	  ya	  sea	  a	  mediante	  el	   sistema	   operativo	   o	   la	   base	   de	   datos.	   En	   función	   de	   la	   estrategia	   utilizada	  podemos	   recurrir	   a	   soluciones	   comerciales	   como	   Log4J,	   o	   implementar	   una	  solución	  adHoc	  para	  el	  problema	  que	  se	  plantea.	  	  
5.2.1. Log4J	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Log4j es una biblioteca open source desarrollada en Java por la Apache 
Software Foundation que permite a los desarrolladores de software elegir la 
salida y el nivel de granularidad de los mensajes o “logs” (logging) a tiempo de 
ejecución y no a tiempo de compilación como es comúnmente realizado. La 
configuración de salida y granularidad de los mensajes es realizada a tiempo 
de ejecución mediante el uso de archivos de configuración externos. 
Para el caso que nos ocupa, esta solución puede persistir de forma fácil 
los eventos en disco, y ser accesibles por las aplicaciones. 
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6. Arquitectura 	  La	  arquitectura	  es	  el	  bloque	  central	  del	  proyecto,	  en	  este	  apartado	  vamos	  a	  tratar	  la	  definición	  y	  creación	  de	  la	  arquitectura.	  
6.1. Objetivos	  	  
Arquitectura	  de	   la	   Información	  (AI) es	  la	  disciplina	  y	  arte	  encargada	  del	  estudio,	   análisis,	   organización,	   disposición	   y	   estructuración	  de	   la	   información	   en	  espacios	   de	   información,	   y	   de	   la	   selección	   y	   presentación	   de	   los	   datos	   en	   los	  sistemas	  de	  información	  interactivos	  y	  no	  interactivos.	  El	  principal	  objetivo	  de	   la	  arquitectura	  es	   facilitar	  al	  máximo	   los	  procesos	  de	  comprensión	  y	  asimilación	  de	  la	  información,	  así	  como	  las	  tareas	  que	  ejecutan	  los	   usuarios	   en	   un	   espacio	   de	   información	   definido.	   Además	   debe	   proporcionar	  una	  estructura	  de	  proyecto	  bien	  definida	  para	  crear	  aplicaciones	  de	  forma	  rápida	  y	  sencilla.	  La	   unión	   de	   estas	   características	   permitirá	   un	   sencillo	   mantenimiento	   y	  evolución	  de	  las	  aplicaciones.	  Así	  podemos	  definir	  los	  siguientes	  objetivos:	  	  
• Una	  arquitectura	  basada	  en	  los	  principios	  de	  diseño. 
• Una	  arquitectura	  evolutiva	  en	  el	  tiempo	  y	  de	  sencillo	  mantenimiento. 
• Una	  arquitectura	  estructural	  y	  bien	  definida 
• Una	  arquitectura	  que	  permita	  reducir	  los	  costes	  de	  desarrollo. 
• Limitar	   el	   riesgo	   en	   las	   aplicaciones	   desarrolladas	   en	   base	   a	   la	  arquitectura. 	  
6.2. Estructura	  	  Como	   hemos	   indicado	   en	   el	   apartado	   anterior	   la	   estructura	   de	   la	  arquitectura	   debe	   estar	   bien	   definida.	   Para	   cumplir	   con	   este	   objetivo,	   la	  construcción	  estará	  basada	  en	  una	  arquitectura	  de	  tres	  capas:	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• Capa	  de	  presentación	  
• Capa	  de	  servicios	  
• Capa	  de	  persistencia	  
 
6.2.1. Capa	  de	  Presentación	  	  Es	   la	   que	   ve	   el	   usuario	   (también	   se	   la	   denomina	   "capa	   de	   usuario"),	  presenta	  el	  sistema	  al	  usuario,	  le	  comunica	  la	  información	  y	  captura	  la	  información	  del	  usuario	  en	  un	  mínimo	  de	  proceso	  (realiza	  un	   filtrado	  previo	  para	  comprobar	  que	  no	  hay	  errores	  de	  formato).	  También	  es	  conocida	  como	  interfaz	  gráfica	  y	  debe	  tener	   la	   característica	   de	   ser	   "amigable"	   (entendible	   y	   fácil	   de	   usar)	   para	   el	  usuario.	  Esta	  capa	  se	  comunica	  únicamente	  con	  la	  capa	  de	  negocio.	  Además,	   debe	   ser	   capaz	   de	   interconectar	   los	   diferentes	   tipos	   de	   clientes	  (Web	  y	  móviles),	  y	  es	  la	  encargada	  de	  notificar	  los	  eventos	  al	  exterior.	  	  En	  nuestro	  caso,	  tiene	  que	  presentar	  la	  información	  de	  diferentes	  formas	  y	  accesible	  a	  todos	  los	  dispositivos	  en	  función	  de	  las	  características	  y	  requisitos	  del	  dispositivo	   o	   cliente	   final.	   Y	   permitir	   utilizar	   distintas	   tecnologías	   mediante	   el	  desarrollo	  de	  los	  conectores	  adecuados.	  	  
6.2.2. Capa	  de	  Servicios	  	  Es	   donde	   residen	   los	  programas	  que	   se	   ejecutan,	   se	   reciben	   las	   peticiones	  del	  usuario	  y	  se	  envían	  las	  respuestas	  tras	  el	  proceso.	  Se	  denomina	  capa	  de	  negocio	  (e	   incluso	   de	   lógica	   del	   negocio)	   porque	   es	   aquí	   donde	   se	   establecen	   todas	   las	  reglas	  que	  deben	   cumplirse.	   Esta	   capa	   se	   comunica	   con	   la	   capa	  de	  presentación,	  para	  recibir	  las	  solicitudes	  y	  presentar	  los	  resultados,	  y	  con	  la	  capa	  de	  datos,	  para	  solicitar	  al	  gestor	  de	  base	  de	  datos	  almacenar	  o	  recuperar	  datos	  de	  él.	  También	  se	  consideran	  aquí	  los	  programas	  de	  aplicación.	  Además	   debe	   facilitar	   la	   reutilización	   de	   servicios,	   la	   inyección	   de	  dependencias,	  la	  declaración	  de	  transacciones	  declarativas	  etc.	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La	   capa	   de	   servicios	   gestiona	   todas	   las	   peticiones	   procedentes	   de	   los	  
clientes	  web	  y	  móvil	  y	  la	  respuesta	  debe	  ser	  diferente	  dependiendo	  del	  punto	  de	  entrada.	  	  Los	  clientes	  móviles	  son	  clientes	  ligeros	  que	  gestionan	  pequeñas	  cantidades	  de	   información.	  La	   capa	  de	   servicios	  debe	  garantizar	  que	   la	   información	  enviada	  sea	   únicamente	   la	   necesaria.	   Y	   además,	   las	   respuestas	   tienen	   que	   ser	   lo	   más	  rápidas	  posibles.	  Con	  el	  fin	  de	  garantizar	  las	  respuestas	  hacia	  los	  clientes	  móviles,	  la	   capa	   de	   servicios	   implementa	   un	   módulo	   proxy	   que	   filtra	   las	   respuestas	  móviles.	  La	  siguiente	  figura	  muestra	  el	  módulo	  que	  implementa	  el	  proxy.	  	  
	  
Figura	  5	  Proxy	  /	  Interfaz	  móvil	  	  Como	   podemos	   observar	   en	   la	   figura	   todas	   las	   peticiones	   hacia	   los	  dispositivos	   móviles	   pasan	   por	   el	   proxy	   que	   envía	   únicamente	   la	   información	  requerida	   por	   la	   aplicación	   en	   un	   formato	   ligero.	   Además,	   los	   servicios	   son	  transversales	  a	  ambas	  aplicaciones	  tanto	  web	  como	  móvil,	  de	  esta	  forma	  la	  lógica	  de	  negocio	  es	  reutilizable	  y	  mantenible	  en	  el	  tiempo.	  La	  implementación	  del	  proxy	  es	   independiente	  al	  dispositivo	  móvil	  utilizado	  ya	  que	   todas	   las	   respuestas	  están	  codificadas	  en	  JSON	  que	  es	  un	  formato	  estándar.	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6.2.3. Capa	  de	  Persistencia	  	  Es	  donde	  residen	  los	  datos	  y	  es	  la	  encargada	  de	  acceder	  a	  los	  mismos.	  Está	  formada	   por	   uno	   o	   más	   gestores	   de	   bases	   de	   datos	   que	   realizan	   todo	   el	  almacenamiento	  de	  datos,	   reciben	  solicitudes	  de	  almacenamiento	  o	  recuperación	  de	  información	  desde	  la	  capa	  de	  negocio.	  Esta	   capa	   de	   persistencia	   permite	   abstraer	   al	   programador	   de	   las	  particularidades	  de	  una	  determinada	  BBDD	  proveyendo	  clases	  Java	  con	  los	  datos	  recuperados	  de	  los	  registros	  de	  las	  tablas.	  	  
6.2.4. Arquitectura	  overview	  	   La	  siguiente	  figura	  muestra	  la	  visión	  general	  de	  la	  arquitectura.	  
 
	  
Figura	  6	  Arquitectura	  overview	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  A	   continuación	   se	  muestra	   el	   diagrama	  de	   flujo	   de	   interacción	   entre	   cada	  una	  de	  las	  capas	  que	  forman	  la	  arquitectura	  y	  los	  objetos	  de	  transferencia	  entre	  las	  interfaces.	  	  
	  
Figura	  7	  Diagrama	  secuencia	  arquitectura	  	  	  	   	  
Capa Negocios Capa Datos
Listener Proxy
Petición
DTO
Servicio DAO Entidad
DTO Entidad Entidad
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7. Diseño 	  El	   diseño	   de	   software	   es	   la	   actividad	   de	   aplicar	   diferentes	   técnicas	   i	  principios	  para	  poder	  definir	  un	   sistema	   con	  el	  máximo	  detalle	  para	  permitir	   su	  implementación.	  La	  principal	  diferencia	  entre	  especificación	  y	  diseño	  es	  que	  en	  el	  diseño	  se	  tienen	   en	   cuenta	   las	   propiedades	   como	   la	   portabilidad,	   la	   interoperabilidad,	  eficiencia,	   entre	   otros.	   Además,	   también	   se	   tiene	   en	   consideración	   la	   tecnología	  sobre	   la	   cual	   se	   implementará	   el	   sistema.	   Esto	   puede	   implicar	   el	   cambio	   del	  modelo	  para	  conseguir	  las	  propiedades	  deseadas.	  Al	   lo	   largo	   de	   este	   capítulo	   se	   hace	   referencia	   al	   concepto	   patrón,	   los	  detalles	  del	  cual	  podemos	  encontrar	  en	  la	  especificación	  [GHJV95],	  de	  la	  siguiente	  manera:	  
• Patrones arquitectónicos: son esquemas que indican como estructurar y organizar un 
sistema software. Estos esquemas consisten en subsistemas definidos los cuales se 
especifican sus responsabilidades y relaciones. En capítulos anteriores ya se ha 
referenciado algún patrón arquitectónico como el patrón Observer para la gestión de 
eventos o la arquitectura en tres capes.  	  En	   este	   capítulo	   se	   explicará	   en	   detalle	   cada	   una	   de	   les	   tres	   capas,	  presentación,	  servicios	  y	  datos,	  expuestas	  en	  el	  apartado	  anterior.	  	  
7.1. Capa	  de	  presentación	  	  La	  capa	  de	  presentación	  es	  la	  interfaz	  entre	  el	  usuario	  i	  la	  aplicación.	   	  Esta	  capa	  es	  la	  encargada	  de	  proveer	  al	  usuario	  un	  acceso	  interactivo	  con	  las	  lógica	  de	  negocio.	  Un	   interés	  primordial	   es	   el	   diseñar	   esta	   capa	  de	  manera	  que	   el	   usuario	  pueda	   interactuar	   de	   forma	   efectiva	   y	   eficiente.	   En	   nuestro	   caso	   proveemos	   dos	  interfaces:	  
• Web: interfaz de comunicación del usuario web y el negocio. 
• Móvil: interfaz de comunicación entre el usuario móvil y el negocio. 	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Es	   el	   punto	   de	   acceso	   a	   los	   diferentes	   usuarios	   que	   interaccionan	   con	   la	  plataforma.	  	  
7.1.1. Interfaz	  WEB	  	  La	  interfaz	  web	  es	  el	  punto	  de	  entrada	  a	  los	  usuarios	  web	  del	  sistema.	  Esta	  interfaz	  debe	   facilitar	  al	  usuario	   interactuar	  con	   toda	   la	   lógica	  del	  negocio,	  y	  por	  tanto	  se	   trata	  de	  una	  aplicación	  pesada	  y	  compleja.	   	  Para	   la	  construcción	  de	  esta	  interfaz	  se	  ha	  escogido	  el	  patrón	  arquitectónico:	  Modelo-­‐Vista-­‐Controlador.	  Uno	   de	   los	   objetivos	   de	   las	   aplicaciones	   complejas	   es	   buscar	   la	   forma	   de	  separar	  al	  máximo	  los	  datos	  (modelo)	  de	  la	  interfaz	  de	  usuario	  (vista),	  y	  de	  forma	  que	   los	   cambios	   de	   la	   interfaz	   no	   afecten	   a	   la	   gestión	   de	   los	   datos	   y	   que	   una	  reorganización	  del	  modelo	  no	  implique	  cambiar	  las	  vista.	  	  El	  patrón	  arquitectónico	  MVC	  soluciona	  este	  problema	  con	  la	   introducción	  de	  un	  componente	  intermedio,	  el	  controlador.	  De	  esta	  forma	  desacopla	  el	  acceso	  a	  los	  datos	  y	  la	  lógica	  de	  negocio	  de	  la	  presentación	  y	  	  la	  interacción	  con	  el	  usuario.	  	  
• Modelo: representa los datos de la aplicación y la forma de manipularlos. 
Desconoce la representación que tendrá la información por parte de la aplicación y 
por eso sólo la contiene. 
• Vista: es la cara de la aplicación y sólo presenta el modelo. No se ve afectada por 
las modificaciones que se puedan producir en los datos o en la lógica de negocio. 
• Controlador: intercepta las peticiones que le llegan de la vista i los pasa al modelo, 
modificándolos si es necesario. 
7.1.2. Interfaz	  Móvil	  	  La	   interfaz	   móvil	   es	   el	   punto	   de	   entrada	   a	   los	   usuarios	   móviles.	   Es	   una	  aplicación	  que	  se	  ejecuta	  sobre	  dispositivos	  ligeros	  y	  con	  una	  mínima	  capacidad	  de	  procesamiento.	  Con	   el	   fin	   de	   facilitar	   el	   acceso	   a	   los	   datos	   de	   la	   lógica	   de	   negocio	   y	  maximizar	   la	  eficiencia	  del	  dispositivo	  (evitar	  un	  consumo	  excesivo	  de	  recursos),	  se	  ha	  decido	  implementar	  un	  proxy	  intermedio	  que	  envía	  los	  datos	  en	  un	  formato	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ligero	   y	   abstrae	   el	  modelo	   de	   la	   aplicación.	   De	   esta	   forma	   la	   aplicación	  muestra	  únicamente	  los	  datos	  proporcionados.	  	  
7.2. Capa	  de	  servicios	  	  Los	   algoritmos	   funcionales	   que	   gestionan	   el	   intercambio	   de	   información	  entra	   la	   interfaz	   de	   usuario	   y	   el	   modelo	   de	   datos,	   se	   encuentran	   en	   la	   capa	   de	  servicios.	   La	   capa	   de	   servicios	   coordina	   la	   aplicación,	   procesa	   las	   peticiones	  recibidas,	  toma	  decisiones	  lógicas	  y	  realiza	  todo	  tipo	  de	  cálculos.	  Además	  la	  capa	  de	  servicios	  es	  transversal	  a	  la	  interfaz	  móvil	  y	  web,	  provee	  el	  mismo	  servicio	  para	  ambas	   interfaces.	  Y	  gestiona	   las	  peticiones	  en	   función	  del	  origen.	  	  
7.2.1. Patrón	  de	  diseño:	  Servicio	  	  El	   patrón	   de	   diseño	   Servicio	   proporciona	   una	   interfaz	   intermedia	   que	  agrupa	   las	   funcionalidades	   de	   la	   capa	   de	   negocio	   pera	   facilitar	   la	   comunicación	  entre	   la	   capa	  de	  presentación	  y	   las	   clases	  del	   dominio,	   de	  manera	  que	   reduce	   el	  acoplamiento	  entre	  les	  clases	  y	  hace	  que	  el	  diseño	  quede	  más	  cohesionado.	  Existen	   diferentes	   patrones	   para	   diseñar	   esta	   interfaz,	   de	   los	   cuales	  destacamos	  los	  siguientes:	  	  
• Fachada [GHJV95]: la fachada proporciona una única interfaz que permite realizar 
todas las operaciones requeridas para la comunicación con el modelo. En sistemas 
grandes puede significar tener una interfaz con un alto acoplamiento. 
• Comando [GHJV95]: Para cada caso de uso definido se diseña una clase que 
ejecutará la interacción con el modelo. En sistemas grandes el número de comandos 
aumenta el desacoplamiento y la baja cohesión. 
  La	   solución	   intermedia	   será	   construir	   servicios	   que	   agrupen	  funcionalidades	   de	   negocio	   (usuarios,	   productos,…)	   proporcionando	   todos	   los	  métodos	   necesarios	   para	   interactuar	   con	   el	   modelo.	   Así	   podremos	   diseñar	  
	   52	  
servicios	  que	  incluyan	  todas	  las	  operaciones	  necesarias	  para	  ejecutar	  los	  casos	  de	  uso	  definidos.	  Por	  ejemplo,	  en	  el	  caso	  de	  la	  gestión	  de	  usuarios:	  	  
	  
7.2.2. Patrón	  de	  diseño:	  Estrategia	  	  Los	   servicios	   pueden	   tener	   un	   comportamiento	   diferente	   según	   la	   lógica	  definida	   y	  debe	   ser	   transparente	  hacia	   la	   capa	  de	  presentación,	   de	   esta	   forma	   la	  fachada	   expuesta	   hacía	   la	   capa	   de	   presentación	   es	   independiente	   de	   la	   lógica	  propia	  del	  servicio.	  Para	  conseguir	  este	  objetivo	  utilizaremos	  el	  patrón	  estrategia	  para	  la	  implementación	  de	  los	  servicios:	  	  
• Estrategia [GHJV95]: Se clasifica como patrón de comportamiento porque 
determina como se debe realizar el intercambio de mensajes entre 
diferentes objetos para resolver una tarea. El patrón estrategia permite 
mantener un conjunto de algoritmos de entre los cuales el objeto cliente 
puede elegir aquel que le conviene e intercambiarlo dinámicamente según 
sus necesidades. 
 Por	  ejemplo	  para	  la	  gestión	  de	  usuarios:	  	  
addUser()
updateUser()
deleteUser()
getAllUsers()
UserService
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7.2.3. Patrón	  de	  diseño:	  DTO	  	  Un	  aspecto	  muy	  importante	  en	  la	  comunicación	  entre	  la	  capa	  de	  servicios	  y	  las	   interfaces	  de	  usuario	  es	   la	   información	  enviada	  entre	   las	  diferentes	  capas.	  La	  información	  visualizada	  por	  cada	  uno	  de	  los	  clientes	  es	  diferente,	  en	  el	  caso	  de	  los	  clientes	  web,	  que	   son	   clientes	  pesados,	   podemos	  mostrar	  un	  volumen	  amplio	  de	  información.	  Sin	  embargo,	  en	   los	  clientes	  móviles	  no	  podemos	  visualizar	  grandes	  volúmenes	  de	  datos,	  ya	  que	  debemos	  asegurar	  el	   rendimiento	  de	   la	  aplicación	  el	  consumo	  de	  recursos	  por	  parte	  del	  dispositivo	  móvil.	  Para	  garantizar	  este	  hecho	  utilizamos	  el	  patrón	  DTO	  (Data	  Transfer	  Object):	  	  
• DTO [GHJV95]: POJO que contiene una parte representativa del modelo y 
sirve como contenedor de información entre diferentes capas de diseño. 	  En	  el	  ejemplo	  de	  la	  gestión	  de	  usuarios	  tenemos:	  	  
addUser()
updateUser()
deleteUser()
getAllUsers()
UserServiceI
addUser()
updateUser()
deleteUser()
getAllUsers()
UserServiceImpl1
addUser()
updateUser()
deleteUser()
getAllUsers()
UserServiceImpl2
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  Como	  podemos	  observar	  en	  la	  figura	  anterior	  el	  objeto	  DTO	  que	  viaja	  entre	  las	   diferentes	   capas,	   contiene	   únicamente	   la	   información	   que	   se	   visualiza	   en	   la	  interfaz	  de	  usuario	  y	  que	  propiamente	  es	  relevante.	  	  
7.3. Capa	  de	  datos	  	  El	   acceso	   a	   la	   información	   varia	   dependiendo	   del	   origen	   de	   les	   datos.	   El	  acceso	   a	   un	   almacén	   persistente,	   como	   una	   base	   de	   datos,	   varia	   de	   forma	  considerable,	   dependiendo	   del	   producto	   que	   implementa	   y	   del	   sistema	   de	  almacenamiento	  de	   la	   información,	   en	  el	   caso	  de	   las	  bases	  de	  datos	   relacionales,	  orientadas	  a	  objetos,	  ficheros	  planos,	  xml,	  etc.	  La	   gran	   cantidad	   de	   fuentes	   de	   datos	   crean	   grandes	   dificultades	   para	   las	  aplicaciones,	   ya	   que	   el	   acceso	   no	   es	   homogéneo,	   es	   decir,	   se	   realiza	   a	   través	   de	  diferentes	   API.	   Esto	   puede	   crear	   una	   dependencia	   directa	   entre	   el	   código	   de	   la	  aplicación	  y	   el	   código	  de	  acceso	  a	   la	  base	  de	  datos.	  Esta	  dependencia	  dificulta	   el	  cambio	  	  de	  SGBD	  y	  la	  escalabilidad	  del	  sistema.	  Las	  API,	  básicamente	  encadenan	  el	  modelo	  lógico,	  la	  implementación	  del	  modelo	  y	  el	  tipo	  de	  SGBD.	  Para	   solucionar	   este	   problema	   necesitamos	   una	   capa	   intermedia	   que	  	  abstraiga	  y	  encapsule	  el	  acceso	  a	   las	   fuentes	  de	  datos.	  Esta	  abstracción	  se	  realiza	  mediante	  el	  patrón	  de	  diseño	  Data	  Acces	  Object	  o	  DAO.	  	  	  	  
id
Name
Surname
Phone
Address
Role
Password
User Entity
Name
Surname
Phone
Address
User DTO
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7.3.1. Patrón	  de	  diseño:	  DAO	  	  Los	   DAO	   implementan	   un	   mecanismo	   de	   acceso	   pera	   trabajar	   con	   una	  fuente	  de	  datos	  determinada.	  Esta	  fuente	  puede	  ser	  tan	  diversa	  como	  una	  base	  de	  datos	  relacional,	  un	  servicio	  externo	  de	  datos,	  ficheros,	  entre	  otros.	  El	  componente	  de	  negocio	  se	  ayuda	  en	  la	  interfaz	  sencilla	  proporcionada	  por	  el	  DAO,	  escondiendo	  completamente	   los	   detalles	   de	   la	   implementación.	   Como	   esta	   interfaz	   no	   varia	  cuando	   	   cambia	   la	   fuente	   de	   datos	   subyacente,	   este	   patrón	   permite	   al	   DAO	  adaptarse	  a	  diferentes	  esquemas	  de	  almacenamiento	  sin	  afectar	  a	  los	  componentes	  de	   negocio.	   Esencialmente	   los	   DAO	   actúan	   como	   a	   adaptadores	   entre	   los	  componentes	  y	  las	  fuentes	  de	  datos.	  La	  siguiente	  figura	  muestra	  el	  diagrama	  de	  clases	  relacionadas	  con	  el	  patrón	  DAO.	   	  
	  
Figura	  8	  Diagrana	  de	  secuencia	  DAO	  	  
• BusinessObject: representa el cliente de datos. Es el objeto que requiere el acceso a 
la fuente de datos para obtener y almacenar la información. 
• DataAccessObject: Abstrae la implementación del acceso de datos para permitir un 
acceso transparente. El BusinessObject delega las operaciones de carga y 
actualización  al DAO. 
• DataSource: representa la implementación de la fuente de datos. Puede ser un 
sistema relacional, un base de datos orientada a objetos, un repositorio XML o, 
incluso un sistema externo 
• TransferObject: representa el contenedor de información. El DAO puede usar 
TransferObjects para retornar información al cliente. También puede recibir datos 
 
BussinesObject
 
DataAccessObject
 
DataSource
 
TranferObject
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del cliente encapsulados en un TransferObject con el fin de actualizar la 
información a la fuente de datos. 	  El	  siguiente	  diagrama	  de	  secuencia,	  muestra	  como	  interactúan	  estas	  clases	  con	  el	  fin	  de	  recuperar	  los	  datos.	  	  
	  
Figura	  9	  Diagrama	  de	  secuencia	  acceso	  datos	  	  	  En	   primer	   lugar	   el	   BusinessObject	   invoca	   el	   método	   correspondiente	   del	  DAO.	   A	   continuación,	   éste	   accede	   al	   DataSource	   y	   crea	   los	   TransferObjects	   que	  almacenarán	  la	  información	  con	  el	  fin	  de	  enviarla	  al	  BusinessObject.	  
:BusinessObject :DataAccessObject :DataSource :TransferObject
1. create
1. create
2. getData
3. getData 4. create
4. create
3. getData
2. getData
5. setProperty
5. setProperty
6.update
6.update
7. getProperty
7. getProperty
8. updateProperty
8. updateProperty
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Por	   tanto	   el	   procedimiento	   a	   seguir	   será	   crear	   una	   classe	  DAO	   para	   cada	  entidad	  persistente	  del	  modelo,	  de	  manera	  que	  ésta	  gestione	  el	  acceso,	  ya	  sea	  para	  consultar	  o	  para	  modificar	  datos.	  De	  esta	   forma,	  crearemos	  una	   interfaz	  genérica	  que	  contenga	  los	  siguientes	  métodos:	  	  
• create: método para la creación de una entidad persistente. 
• update: método para la modificación de una entidad persistente. 	  
• delete:	  método	  para	  borrar	  una	  entidad	  persistente.	  
• findById:	  método	  para	  buscar	  una	  entidad	  por	  su	  clave	  primaria.	  
• findAll:	  método	  para	  buscar	  todas	  las	  entidades	  de	  una	  misma	  clase	  .	  De	   esta	   forma	   separamos	   completamente	   las	   clases	   de	   negocio	   de	   la	  persistencia.	  La	  siguiente	  figura	  muestra	  la	  interfaz	  genérica	  GenericDAO.	  	  
	  	  
7.3.2. Mapeo	  Objeto-­‐Relación	  	  La	   representación	   física	   en	   un	   sistema	   relacional	   es	   completamente	  diferente	  a	  la	  red	  de	  objetos	  que	  usamos	  en	  aplicaciones	  orientadas	  a	  objetos.	  Esta	  diferencia	   se	   conoce	   como	   “desajuste	   en	   el	   paradigma	   objeto/relación”.	  Tradicionalmente	  este	  desajuste	  había	  estado	  subestimado	  tanto	  en	  coste	  como	  en	  importancia	   y	   las	   herramientas	   para	   solucionarlo	   eran	   insuficientes.	   ORM	   es	   el	  nombre	   que	   se	   dio	   a	   las	   soluciones	   de	   mapeo	   automatizados	   al	   problema	   del	  desajuste	   objeto/relación.	   Las	   aplicaciones	   intermedias,	   middelwares,	   ORM	   se	  
create()
update()
delete()
findById()
findAll()
<<Interface>>
GenericDAO
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pueden	  considerar	  menos	  costosas	  y	  dependientes	  de	  productos	  concretos,	  máss	  funcionales	  y	  más	  capacidades	  para	  superar	  cambios	  en	  los	  objetos	  internos	  o	  del	  esquema	  lógico	  subyacente.	  	  Hibernate	   es	   un	   projecto	   Open	   Source	   que	   representa	   una	   completa	  solución	   al	   problema	   de	   la	   gestión	   de	   datos	   persistentes	   en	   Java.	   Hace	   de	  intermediario	  entre	  la	  aplicación	  y	  la	  base	  de	  datos	  relacional	  y,	  además,	  permite	  al	  desarrollador	  centrarse	  en	  la	  lógica	  de	  negocio.	  Hibernate	   aporta	   su	   propia	   API	   para	   trabajar,	   y	   por	   tanto,	   necesitamos	  algún	   mecanismo	   que	   permita	   integrar	   fácilmente	   nuestra	   capa	   de	   persistencia	  basada	  en	  DAO.	  La	  solución	  para	  combinar	  Hibernate	  con	  los	  DAO	  será	  utilizar	  el	  patrón	  Adaptador[GHJV95]	  para	  construir	  una	  clase	  genérica	  que	  haga	  de	  puente	  entre	   la	   interfaz	   GenericDAO	   y	   la	   propia	   API	   d’Hibernate.	   La	   clase	   resultante	   es	  HibernateGenericDAO.	  Para	   cada	   concepto,	   crearemos	   la	   clase	  DAO	  que	  extienda	  de	  de	  HibernateGenericDAO	  para	  poder	  utilizar	  todos	  los	  métodos	  implementados	  en	   ésta	   y	   dejar	   únicamente	   que	   los	   DAO	   proporcionen	   métodos	   para	   a	   ciertas	  funcionalidades	  específicas.	  La	   siguiente	   figura	   nos	   muestra	   el	   diagrama	   completo	   de	   la	   capa	   de	  persistencia.	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Figura	  10	  Modelo	  de	  clases	  DAO	  	  
7.4. Flujo	  de	  información	  entre	  capas	  	  El	  siguiente	  diagrama	  de	  secuencia	  muestra	  el	  flujo	  de	  información	  entre	  las	  diferentes	  capas.	   	  
create()
update()
delete()
findById()
findAll()
<<Interface>>
GenericDAO
findByCriteria()
create()
update()
delete()
findById()
findAll()
HibernateGenericDAO
 
UserDao
 
ProductDao
 
EventDao
	   60	  
	  
Figura	  11	  Diagrama	  de	  secuencia	  Servicio	  	  A	  continuación	  describiremos	  todos	  los	  pasos	  implicados	  desde	  la	  petición	  de	  la	  capa	  de	  presentación	  hasta	  la	  persistencia	  de	  los	  datos.	  	  
1. Procesado del DTO: El servicio expuesto a la capa de presentación recibe el DTO y 
realiza todas las operaciones funcionales necesarias para crear la entidad. Delega en los 
DAO las operaciones de consulta y modificación sobre la BBDD. 
2. Obtener entidades de negocio: Mediante los DAO se accede a la BBDD y 
recuperamos las entidades de negocio. 
3. Crear entidad persistencia: El objeto de negocio se rellena a partir de la información 
recuperada por los DAO. 
4. Persistir entidad: El DAO persiste la entidad mediante la API proporcionada por 
Hibernate. 
5. Retorno presentación: El resultado se envía hacia la capa de presentación con el 
resultado de la operación. 	  	  
:OrderService :UserDao :ProductDao :OrderDao
findById(idUser)
result: User
findById(idProduct)
newOrder (OrderDTO) getIdUser()
:Order
result: Product
newOrder(OrderDTO)
result:Order
setUser(user)
setProduct(product)
create(order)
result: order
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7.5. Eventos	  	  La	   gestión	   de	   los	   eventos	   es	   una	   parte	   fundamental	   del	   proyecto,	   ya	   que	  tiene	   como	   objetivo	   informar	   al	   usuario	   de	   todos	   los	   sucesos	   que	   ocurren	   en	   el	  sistema.	  Además	  los	  eventos	  se	  deben	  notificar	  de	  diferentes	  formas	  en	  función	  del	  canal	   utilizado	   (web	   o	   móvil).	   Un	   evento	   debe	   contener	   la	   información	   más	  relevante	  y	   tiene	  que	  tratarse	  de	   forma	  transversal	  a	   toda	   la	  aplicación	  ya	  que	   la	  propagación	  del	  mismo	  debe	  llegar	  a	  todos	  los	  destinatarios.	  Para	  poder	  guardar	  y	  manejar	  los	  eventos	  de	  forma	  automática	  y	  decidir	  en	  que	  puntos	  de	  la	  aplicación	  guardamos	  un	  evento	  utilizamos	  AOP	  (Aspected	  Object	  Programing).	  AOP	  es un paradigma	  de	  programación relativamente reciente cuya 
intención es permitir una adecuada modularización de las aplicaciones y 
posibilitar una mejor separación de incumbencias. Gracias a la AOP se pueden 
encapsular los diferentes conceptos que componen una aplicación en 
entidades bien definidas, eliminando las dependencias entre cada uno de los 
módulos. De esta forma se consigue razonar mejor sobre los conceptos, se 
elimina la dispersión del código y las implementaciones resultan más 
comprensibles, adaptables y reusables. 
Los principales componentes de AOP son los siguientes: 
 
• Aspect	  (Aspecto)	   es	   una	   funcionalidad	   transversal	   (cross-­‐cutting)	   que	   se	   va	   a	  implementar	   de	   forma	  modular	   y	   separada	   del	   resto	   del	   sistema.	   El	   ejemplo	  más	  común	  y	  simple	  de	  un	  aspecto	  es	  el	   logging	  (registro	  de	  sucesos)	  dentro	  del	   sistema,	   ya	   que	  necesariamente	   afecta	   a	   todas	   las	   partes	  del	   sistema	  que	  generan	  un	  suceso.	  
• Join	   point	  (Punto	   de	   Cruce	   o	   de	  Unión)	   es	   un	   punto	   de	   ejecución	   dentro	   del	  sistema	   donde	   un	   aspecto	   puede	   ser	   conectado,	   como	   una	   llamada	   a	   un	  método,	   el	   lanzamiento	   de	   una	   excepción	   o	   la	  modificación	   de	   un	   campo.	   El	  código	  del	  aspecto	  será	  insertado	  en	  el	  flujo	  de	  ejecución	  de	  la	  aplicación	  para	  añadir	  su	  funcionalidad.	  
• Advice	  (Consejo)	  es	  la	  implementación	  del	  aspecto,	  es	  decir,	  contiene	  el	  código	  que	   implementa	   la	   nueva	   funcionalidad.	   Se	   insertan	   en	   la	   aplicación	   en	   los	  Puntos	  de	  Cruce.	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• Pointcut	  (Puntos	  de	  Corte)	  define	   los	  Consejos	  que	   se	  aplicarán	  a	   cada	  Punto	  de	  Cruce.	   Se	   especifica	  mediante	  Expresiones	  Regulares	  o	  mediante	  patrones	  de	   nombres	   (de	   clases,	   métodos	   o	   campos),	   e	   incluso	   dinámicamente	   en	  tiempo	  de	  ejecución	  según	  el	  valor	  de	  ciertos	  parámetros.	  
• Introduction	  (Introducción)	   permite	   añadir	   métodos	   o	   atributos	   a	   clases	   ya	  existentes.	  Un	  ejemplo	  en	  el	  que	  resultaría	  útil	  es	  la	  creación	  de	  un	  Consejo	  de	  Auditoría	   que	   mantenga	   la	   fecha	   de	   la	   última	   modificación	   de	   un	   objeto,	  mediante	  una	  variable	  y	  un	  método	  setUltimaModificacion(fecha),	  que	  podrían	  ser	   introducidos	  en	   todas	   las	   clases	   (o	   sólo	  en	  algunas)	  para	  proporcionarles	  esta	  nueva	  funcionalidad.	  
• Target	  (Destinatario)	   es	   la	   clase	   aconsejada,	   la	   clase	   que	   es	   objeto	   de	   un	  consejo.	  Sin	  AOP,	  esta	  clase	  debería	  contener	  su	  lógica,	  además	  de	  la	  lógica	  del	  aspecto.	  
• Proxy	  (Resultante)	  es	  el	  objeto	  creado	  después	  de	  aplicar	  el	  Consejo	  al	  Objeto	  Destinatario.	   El	   resto	   de	   la	   aplicación	   únicamente	   tendrá	   que	   soportar	   al	  Objeto	  Destinatario	  (pre-­‐AOP)	  y	  no	  al	  Objeto	  Resultante	  (post-­‐AOP).	  
• Weaving	  (Tejido)	  es	  el	  proceso	  de	  aplicar	  Aspectos	  a	  los	  Objetos	  Destinatarios	  para	   crear	   los	   nuevos	   Objetos	   Resultantes	   en	   los	   especificados	   Puntos	   de	  Cruce.	   Este	   proceso	   puede	   ocurrir	   a	   lo	   largo	   del	   ciclo	   de	   vida	   del	   Objeto	  Destinatario:	  
o Aspectos	   en	   Tiempo	   de	   Compilación,	   que	   necesita	   un	   compilador	  especial.	  
o Aspectos	  en	  Tiempo	  de	  Carga,	   los	  Aspectos	  se	   implementan	  cuando	  el	  Objeto	  Destinatario	  es	  cargado.	  Requiere	  un	  ClassLoader	  especial.	  
o Aspectos	  en	  Tiempo	  de	  Ejecución. 	  La	   siguiente	   figura	   muestra	   el	   diagrama	   de	   flujo	   de	   los	   eventos	   y	   los	  componentes	  que	  intervienen.	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Figura	  12	  Event	  Flow	  	  Como	  podemos	  observar	  el	  sistema	  gestiona	  todos	   los	  eventos	  y	  notifica	  a	  los	  cliente	  las	  acciones	  realizadas	  a	  lo	  largo	  de	  un	  proceso	  de	  negocio.	  La	  gestión	  de	   los	  eventos	  se	  realiza	  mediante	   la	  programación	  orientada	  a	  aspectos	  como	  ya	  se	  ha	  mencionado	  anteriormente,	  y	  la	  gran	  versatilidad	  que	  nos	  ofrece	   esta	   solución	   es	   la	   capacidad	   de	   poder	   capturar	   de	   forma	   versátil	   los	  sucesos	  que	  ocurren	  durante	   el	   ciclo	  de	  un	  proceso.	  De	  esta	   forma	  el	   sistema	  es	  capaz	  de	  interceptar	  las	  peticiones	  y	  realizar	  acciones	  determinadas	  dependiendo	  de	  la	  lógica	  de	  negocio	  o	  la	  funcionalidad	  deseada.	  El	  diagrama	  siguiente	  muestra	  el	  funcionamiento	  de	  AOP:	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Figura	  13	  	  Diagrama	  de	  secuencia	  Evento	  	  En	   la	   figura	   anterior	   podemos	   observar	   que	   la	   ejecución	   al	   servicio	   es	  previamente	  interceptado	  por	  un	  Proxy	  que	  dependiendo	  del	  comportamiento,	  en	  nuestro	  caso,	  al	   finalizar	   la	   lógica	  de	  negocio	  registra	  el	  Evento.	  Así	   tenemos	  que	  durante	  los	  pasos	  seguidos	  en	  la	  ejecución	  son	  los	  siguientes:	  	  1. Inicio:	  Invocación	  al	  servicio	  newOrder 2. Intercepción:	  La	  llamada	  es	  interceptada	  por	  un	  proxy 3. Ejecución:	  El	  proxy	  direcciona	  la	  petición	  hacia	  el	  servicio	  que	  realiza	  la	  lógica. 4. Captura:	  El	  proxy	  captura	  la	  respuesta	  del	  servicio 5. Registro	  del	  evento:	  Invocación	  al	  método	  de	  registro	  del	  evento. 	   	  
:OrderService
:aoProxy
newOrder(...)
newOrder (OrderDTO)
newOrder()
void afterReturning(Object, Method, Object)
advice:
TracingAfterAdvice
:EventDao
saveEvent()saveEvent(..)
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8. Implementación 	  La	   implementación	   es	   la	   etapa	   que	   sigue	   al	   diseño.	   En	   esta	   etapa	   se	  codifican	   todas	   las	   clases	   que	   se	   han	   diseñado	   hasta	   ahora	   i	   se	   han	   de	   cumplir	  todos	   los	  requerimientos	  establecidos.	  Es	  en	  este	  momento	  cuando	  se	  observa	  el	  comportamiento	  pensado	  para	  todo	  el	  sistema.	  En	  este	  capítulo	  se	  muestran	   las	  características	  a	  nivel	  de	   implementación	  que	   forman	   parte	   del	   proyecto,	   el	   estudio	   de	   las	   tecnologías	   y	   las	   codificaciones	  que	  son	  más	  relevantes.	  	  
8.1. Estudio	  tecnologías	  	  	  A	   continuación	   describiremos	   los	   frameworks	   de	   desarrollo	   móvil	   y	   web	  utilizados	  en	  el	  proyecto.	  	  	  
8.1.1. Frameworks	  
8.1.1.1. Spring	  
8.1.1.1.1. ¿Qué	  es	  Spring?	  	  Spring	   Framework	   es	   una	   plataforma	   de	   Java	   que	   proporciona	   la	  infraestructura	  de	  apoyo	  global	  para	  el	  desarrollo	  de	  aplicaciones	  Java.  Spring	   se	   encarga	   de	   la	   infraestructura	   para	   que	   pueda	   centrarse	   en	   su	  aplicación,	  permitiendo	   la	   construcción	  de	  aplicaciones	  de	   "objetos	   típicos	   JAVA"	  (POJOs)	  y	  aplicar	  los	  servicios	  de	  la	  empresa	  de	  forma	  no	  invasiva. Esta	  capacidad	  se	  aplica	  al	  modelo	  de	  programación	  total	  de	  Java	  SE	  y	  parcial	  de	  Java	  EE.	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8.1.1.1.2. Inyección	  de	  dependencias	  y	  Inversión	  de	  control	  	  Aunque	   la	   plataforma	   Java	   proporciona	   una	   gran	   funcionalidad	   en	   el	  desarrollo	  de	  aplicaciones,	  	  carece	  de	  medios	  para	  organizar	  los	  elementos	  básicos	  en	  un	  todo	  coherente,	  dejando	  esa	  tarea	  a	  los	  arquitectos	  y	  desarrolladores.	  	  Es	  cierto	  que	  podemos	  utilizar	  patrones	  de	  diseño	  como:	   Factory	  ,	  Abstract	  Factory	   ,	   Builder	   ,	   Decorator	   ,	   y	   Service	   Locator 	  para	   componer	   las	   diferentes	  clases	  y	  las	  instancias	  de	  objetos	  que	  componen	  una	  aplicación.	  Sin	  embargo,	  estos	  patrones	   son	   simplemente	   eso:	   las	   mejores	   prácticas	   que	  un	   desarrollador	   debe	  
poner	  en	  práctica	  en	  su	  aplicación.	  El	  componente	  Inversión	  de	  Control	  (IoC)	  del	   framework	  de	  Spring	  	  aborda	  esta	   preocupación	   por	   proporcionar	   una	   manera	   formal	   de	   composición	   de	  componentes	  dispares	  en	  una	  aplicación	  en	  funcionamiento	  totalmente	  listo	  para	  su	  uso.	  	  También	   se	   conoce	   la	   Inversión	   de	   control	   (IoC)	   como	   Inyección	   de	  dependencias	  (DI)	  y	  el	  Principio	  de	  Hollywood	  (no	  nos	  llames,	  ya	  te	  llamaremos	  nosotros).	  Las	  ventajas	  de	  implementar	  un	  patrón	  IoC	  son	  las	  siguientes:	  
• Bajo	  acoplamiento	  entre	  las	  distintas	  piezas	  que	  componen	  la	  aplicación.	  
• Combinando	  el	  polimorfismo,	  es	  un	  mecanismo	  muy	  potente.	  
• Aumentar	  la	  mantenibilidad	  y	  extensibilidad	  de	  la	  solución.	  
• Facilidad	  de	  hacer	  pruebas	  unitarias.	  	  
8.1.1.1.3. Módulos	  	  Spring	   se	   compone	   de	   	   20	   elementos	   organizados	   en	   módulos.	  Estos	  módulos	  se	  agrupan	  en:	  Core	  Container,	  Data	  Access/Integration,	  Web,	  AOP	  (Programación	  Orientada	   a	   Aspectos),	   Instrumentation,	   and	   Test,	   como	   se	   muestra	   en	   el	   siguiente	  diagrama.	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Figura	  14	  Spring	  Framework	  runtime 
 
8.1.1.1.4. Core	  Container	  El Core consiste	  en	  el,	  contexto	  de	  Beans	  y	  es	  el	   lenguaje	  de	  expresión	  de	  los	  módulos	  del	  núcleo.	  El núcleo de Beans ofrece	   las	   partes	   fundamentales	   del	   marco,	  incluyendo	   el	   COI	   y	   las	   características	   de	   inyección	   de	  dependencia. El BeanFactory es	   una	   sofisticada	   aplicación	   del	   modelo	   de	  fábrica. Se	   elimina	   la	   necesidad	   de	   programación	   única	   y	   permite	   separar	   la	  configuración	   y	   especificación	   de	   las	   dependencias	   de	   la	   lógica	   del	   programa	  actual.	  El contexto se	   basa	   en	   la	   sólida	   base	   proporcionada	   por	   los	   módulos	  del core	  y	  	  Beans:	  es	  un	  medio	  para	  acceder	  a	  los	  objetos	  en	  un	  marco	  de	  estilo	  de	  manera	   que	   es	   similar	   a	   un	   registro	   JNDI. El	   módulo	   hereda	   el	   contexto	   de	   sus	  características	   y	   desde	   el	   módulo	   de	   beans	   añade	   soporte	   para	  internacionalización	  (utilizando,	  por	  ejemplo,	  paquetes	  de	  recursos),	  el	  evento	  de	  propagación,	   los	   recursos	   de	   carga,	   y	   la	   creación	   transparente	   de	   contextos,	   por	  ejemplo,	  un	  contenedor	  de	  servlets. El	  módulo	  de	  contexto	  también	  es	  compatible	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con	   Java	   EE	   características	   tales	   como	   EJB,	   JMX,	   y	   la	   interacción	   remota	   de	  base. El ApplicationContext interfaz	  es	  el	  punto	  focal	  del	  módulo	  de	  contexto.	  El	  módulo lenguaje de expresión 	  proporciona	  un	  lenguaje	  de	  expresión	  de	   gran	   alcance	   para	   consultar	   y	  manipular	   un	   gráfico	   de	   objetos	   en	   tiempo	   de	  ejecución. Es	   una	   extensión	   del	   lenguaje	   de	   expresión	   unificado	   (EL)	   como	   se	  especifica	  en	  la	  especificación	  de	  JSP	  2.1. El	  lenguaje	  soporta	  establecer	  y	  obtener	  valores	   de	   la	   propiedad,	   asignación	   de	   propiedad,	   la	   invocación	   de	   métodos,	   el	  acceso	   al	   contexto	   de	   las	  matrices,	   las	   colecciones	   y	   los	   indizadores,	   operadores	  lógicos	   y	   de	   la	   aritmética,	   las	   variables	   con	   nombre,	   y	   la	   recuperación	   de	   los	  objetos	  por	  su	  nombre	  de	  la	  COI	  contenedor	  de	  spring. También	  es	  compatible	  con	  la	  proyección	  de	  lista	  y	  selección,	  así	  como	  la	  lista	  de	  agrupaciones	  comunes.	  
8.1.1.1.5. Acceso	  a	  datos	  /	  integración	  
El acceso a datos y integración consiste en la capa de JDBC, ORM, 
OXM, JMS y módulos de transacciones. 
El módulo JDBC  proporciona una capa de abstracción de JDBC, que 
elimina la necesidad de hacer tediosos el análisis y codificación de 
proveedores específicos y los códigos de error de base de datos. 
El módulo ORM proporciona las capas populares de integración para 
APIs de mapeo relacional-objeto, incluyendo JPA , JDO , Hibernate , 
y iBATIS . Usando el paquete ORM puede utilizar todas estas asignaciones de 
O / R de marcos en combinación con todas las características de Spring de 
otras ofertas, como la gestión de transacciones. 
El módulo OXM proporciona una capa de abstracción que apoya Objeto 
/ implementaciones mapeo XML para JAXB, Castor, XMLBeans, JiBX y 
xstream. 
El módulo Java Messaging Service ( JMS ) contiene funciones para 
producir y consumir mensajes. 
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El módulo transacción soporta la gestión de transacciones declarativa y 
programática para las clases que implementan las interfaces especiales y los 
POJOs. 
8.1.1.1.6. Web	  
La capa web consiste en los Web Servlets, Web Struts, y módulos Web 
de portlet. 
El módulo Spring Web  proporciona funciones básicas de integración 
orientado a la web, tales como copias de archivos y funcionalidad de carga de 
la inicialización del contenedor IoC utilizando oyentes servlet y orientados a la 
aplicación del contexto web. 
El módulo WebServlet  contiene el modelo de modelo-vista-controlador 
( MVC ) y la ejecución de aplicaciones web. El framework Spring MVC ofrece 
una clara separación entre el código y el modelo de formularios web de 
dominio, y se integra con todas las otras características del Spring Framework. 
8.1.1.1.7. AOP	  e	  Instrumentación	  
El módulo de Spring AOP proporciona la integración con la 
programación orientada a aspectos, a través de el método-interceptores y 
puntos de corte para separar limpiamente código que implementa la 
funcionalidad.  
8.1.1.1.8. Testing	  	  El	  módulo	  de	  Test	  	   admite	   las	   pruebas	  de	   los	   componentes	  de	   Spring	   con	  JUnit	   o	  TestNG.	  Proporciona	   la	   carga	   constante	  de	   todos	   	  ApplicationContexts	  de	  Spring	   y	   el	   almacenamiento	   en	   caché	   de	   los	   contextos. También	   proporciona	  objetos	  simulados	  que	  se	  pueden	  utilizar	  para	  probar	  el	  código	  en	  forma	  aislada.	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8.1.1.1.9. IoC	  Container	  	  	  El	   contenedor	   de	   Spring	   es	   el	   responsable	   de	   la	   gestión	   y	   creación	   de	   los	  beans	  de	  nuestra	  aplicación	  y	  negocio.	  Esto	  se	  realiza	  mediante:	  
• Bean	  Factory:	  
• Interfaz	  que	  provee	  los	  mecanismos	  de	  configuración	  necesarios	  para	  gestionar	  cualquier	  tipo	  de	  objeto.	  
• Es	  el	  contenedor	  IoC	  (creación,	  configuración,	  ensamblado).	  	  
<?xml version="1.0" encoding="UTF-8"?>  
<beans xmlns="http://www.springframework.org/schema/beans"        
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"        
xsi:schemaLocation="http://www.springframework.org/schema/beans            
http://www.springframework.org/schema/beans/spring-beans-3.0.xsd"> 
 
<bean id="..." class="...">      
    <!-- collaborators and configuration for this bean go here -->      
</bean>     
 
<bean id="..." class="...">      
    <!-- collaborators and configuration for this bean go here -->   
</bean>     
<!-- more bean definitions go here -->   
 
</beans> 
	  
• ApplicationContext:	  
• Es	  una	  extensión	  del	  Bean	  Factory.	  
• Provee	  funcionalidades	  para	  integrar	  fácilmente	  con	  otras	  capas.	  
ApplicationContext context =     new 
ClassPathXmlApplicationContext(new String[] {"services.xml", 
"daos.xml"}); 	  Cada	  Bean	  utilizado	  en	  el	  contexto	  debe	  definirse	  en	  base	  a	  unos	  atributos,	  estos	  atributos	  son	  los	  siguientes:	  
• Clase 
• Nombre 
• Scope	  (Ámbito	  en	  	  el	  que	  se	  va	  a	  crerar) 
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• Argumentos 
• Propiedades 
• Modo	  (Autowired) El	  contenedor	  es	  el	  elemento	  más	  importante	  en	  la	  utilización	  de	  Spring,	  ya	  que	   gestiona	   la	   creación	  y	  utilización	  de	   todos	   los	   elementos	  que	   intervienen	  en	  nuestra	  aplicación.	  	  
8.1.1.1.10. Spring	  Web	  	  Spring	  Web	  está	  basado	  en	  el	  modelo-­‐vista-­‐controlador	   (MVC)	  y	  diseñado	  en	   torno	   a	   un	  DispatcherServlet	  que	   envía	   peticiones	   a	   los	   controladores,	   con	  asignaciones	  de	   controlador	   configurable,	   la	   resolución	  de	  vista,	   la	   configuración	  regional	   y	   la	   resolución	   de	   tema,	   así	   como	   apoyo	   para	   subir	   archivos.	  Este	  mecanismo	  también	  permite	  crear	  sitios	  Web	  REST	  y	  aplicaciones,	  a	  través	  de	  path	  variables.	  En	  Spring	  Web	  el	  MVC	  se	  puede	  utilizar	  cualquier	  objeto	  como	  un	  comando	  o	   un	   objeto	   de	   formulario-­‐soporte;	   no	   es	   necesario	   implementar	   una	   interfaz	  marco	  específico	  o	  una	  clase	  de	  base.	  el	  enlace	  de	  datos	  de	  Spring	  es	  muy	  flexible:	  por	   ejemplo,	   trata	   los	   desajustes	   de	   tipo	   como	   los	   errores	   de	   validación	   que	   se	  puede	  evaluar	  por	  la	  aplicación,	  no	  como	  los	  errores	  del	  sistema.	  Por	  lo	  tanto	  no	  es	  necesario	   duplicar	   las	   propiedades	   de	   los	   objetos	   de	   negocio	   "como	   cadenas	  simples,	  sin	   tipo	  de	  objetos	  a	  su	   forma	  simple	  de	  manejar	   las	  comunicaciones	  no	  válido,	   o	   para	   convertir	   las	   cadenas	   correctamente.	  En	   cambio,	   a	   menudo	   es	  preferible	  escuchar	  directamente	  a	  los	  objetos	  de	  su	  negocio.	  
El módulo Spring Web incluye muchas características de soporte web: 
• Clara separación de funciones. Cada función - controlador, validador, 
objeto de comando, objeto de formulario, modelo de 
objetos, DispatcherServlet , asignación de controlador, resolución de 
vista, y así sucesivamente - puede ser cumplida por un objeto 
especializado. 
• Simple configuración de gran alcance. Esta capacidad de 
configuración incluye la referencia fácil a través de contextos, tales como 
controladores de red a los objetos de negocio y validadores. 
• Capacidad de adaptación, no injerencia y la flexibilidad. Definir una 
firma método de controlador que necesita, posiblemente con una de las 
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anotaciones de parámetros (como @ RequestParam, RequestHeader 
@, @ PathVariable, y más) para un escenario dado. 
• Código de negocio reutilizables , sin necesidad de la 
duplicación . Usar los objetos de negocio como forma de objetos de 
comando. 
• Personalizable vinculante y validación. Tipo de desajustes como 
errores de validación de nivel de aplicación que mantener el valor 
ofensivo, fecha y número localizados vinculante, y así sucesivamente en 
lugar de sólo formar objetos de cadena con el análisis manual y la 
conversión a los objetos de negocio. 
• Asignación de controlador adaptable y la resolución de 
vista. Asignación de controlador y la resolución de las estrategias de 
vista de rango de la dirección URL basada en configuración simple, que, 
el propósito de la resolución de estrategias integradas 
sofisticados.  Spring es más flexible que la web de marcos MVC que el 
mandato de una técnica en particular. 
• La transferencia de modelo flexible. La transferencia de modelo con 
un nombre / valor  soporta una fácil integración con cualquier tecnología 
de visión. 
• Localización y resolución personalizable tema, el apoyo a JSP con 
o sin la colección de etiquetas de Spring, el apoyo a JSTL, el apoyo 
a la velocity sin necesidad de puentes extra, y así sucesivamente. 
• Una simple pero potente biblioteca de etiquetas JSP conocida como 
la biblioteca de etiquetas de Spring que ofrece soporte para 
características tales como el enlace de datos y los temas . Las etiquetas 
personalizadas permiten la máxima flexibilidad en términos del código 
de marcado 
8.1.1.1.11. El	  DispatcherServlet	  	  Spring	  Web,	  no	  es	  como	  otros	  muchos	  frameworks	  web	  MVC,	  sino	  que	  está	  	  impulsado	  y	  diseñado	  en	  torno	  a	  un	  servlet	  central	  que	  distribuye	   las	  solicitudes	  de	   los	   controladores	  y	  ofrece	  otras	   funcionalidades	  que	   facilitan	  el	  desarrollo	  de	  aplicaciones	  web.  El	  flujo	  de	  trabajo	  de	  procesamiento	  de	  solicitudes	  de	  el	  DispatcherServlet	  de	  Spring	  Web	  MVC  se	  ilustra	  en	  el	  diagrama	  siguiente. 	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Figura	  15	  Spring	  MVC 	  El DispatcherServlet es	   un	   verdadero Servlet (que	   hereda	   de	  la HttpServlet clase	   base),	   y	   como	   tal	   se	   declara	   en	   el web.xml de	   la	   aplicación	  web. 	   Esta	   es	   la	   configuración	   de	   servlet	   J2EE	   estándar;	   el	   ejemplo	   siguiente	   se	  muestra	  una DispatcherServlet declaración	  y	  cartografía:	  	  
<web-app>       
 <servlet>          
  <servlet-name>example</servlet-name>          
  <servletclass> 
  org.springframework.web.servlet.DispatcherServlet 
         </servlet-class>          
  <load-on-startup>1</load-on-startup>      
 </servlet>       
 <servlet-mapping>          
  <servlet-name>example</servlet-name>          
  <url-pattern>*.form</url-pattern>      
 </servlet-mapping>   
</web-app> 
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8.1.1.1.12. Implementando	  un	  controloador	  	  Los	  controladores	  facilitan	  el	  acceso	  al	  comportamiento	  de	  aplicaciones	  que	  suelen	  definir	  a	  través	  de	  una	  interfaz	  de	  servicio.	  Los	  controladores	  interpretan	  la	  entrada	  del	  usuario	  y	   la	   transforman	  en	  un	  modelo	  que	  se	   representa	  al	  usuario	  por	  la	  vista.	  Spring	  implementa	  un	  controlador	  de	  una	  manera	  muy	  abstracta,	  que	  le	  permite	  crear	  una	  amplia	  variedad	  de	  controladores.	  	  
@Controller public class HelloWorldController {      
@RequestMapping("/helloWorld")      
public ModelAndView helloWorld() {          
 ModelAndView mav = new ModelAndView(); 
        mav.setViewName("helloWorld"); 
        mav.addObject("message", "Hello World!");          
 return mav;      
} } 	  Como	   podemos	   ver	   en	   el	   ejemplo,	   el	  @Controller	  y	  @RequestMapping	  	   son	  anotaciones	   que	   permiten	   que	   el	   método	   	   sea	   más	   flexible.	   En	   este	   ejemplo	  particular,	  el	  método	  no	  tiene	  parámetros	  y	  devuelve	  un	  ModelAndView.	  Se	  utiliza	  la	  anotación	  @RequestMapping	  para	  asignar	  las	  direcciones	  URL	  a	  toda	  una	  clase	  o	  un	  método	  de	  control	  en	  particular.	  Normalmente	  la	  anotación	  se	  mapea	   a	   nivel	   de	   clase	   o	   a	   una	   solicitud	   específica	   (o	   la	   ruta	   del	   patrón)	   en	   un	  controlador	   de	   formulario,	   con	   el	   método	   de	   nivel	   anotaciones	   adicionales,	   la	  reducción	   de	   la	   asignación	   principal	   de	   un	   método	   de	   solicitud	   método	   HTTP	  específico	  ("GET"	  /	  "POST")	  o	  específicos	  de	  HTTP	  parámetros	  de	  la	  petición.	  El	   siguiente	   ejemplo	  muestra	   un	   controlador	   en	   una	   aplicación	   de	   Spring	  MVC	  que	  utiliza	  esta	  anotación:	  	  	  	  	  	  	  	  
	   75	  
@Controller  
@RequestMapping("/appointments")  
public class AppointmentsController {       
 private final AppointmentBook appointmentBook; 
 
        @Autowired      
 public AppointmentsController(AppointmentBook appointmentBook)  
 {  this.appointmentBook = appointmentBook;  } 
     
 @RequestMapping(method = RequestMethod.GET)      
 public Map<String, Appointment> get() {          
  return appointmentBook.getAppointmentsForToday();      
 }       
 
 @RequestMapping(value="/{day}", method = RequestMethod.GET)      
 public Map<String, Appointment> getForDay(@PathVariable  
  @DateTimeFormat(iso=ISO.DATE) Date day, Model model) {          
   
  return appointmentBook.getAppointmentsForDay(day);      
 }       
 
 @RequestMapping(value="/new", method = RequestMethod.GET)      
 public AppointmentForm getNewForm() {          
  return new AppointmentForm();      
 }       
 
 @RequestMapping(method = RequestMethod.POST)      
 public String add(@Valid AppointmentForm appointment,  
   BindingResult result) {          
  if (result.hasErrors()) {              
   return "appointments/new";          
  }          
  appointmentBook.addAppointment(appointment); 
          return "redirect:/appointments";      
 } 
} 	  En	   el	   ejemplo,	   el	  @RequestMapping	  se	   utiliza	   en	   diferentes	   lugares	   del	  código.	  El	   primer	   uso	   es	   de	   tipo	   (clase),	   lo	   que	   indica	   que	   todos	   los	  métodos	   de	  manipulación	   en	   este	   controlador	   son	   relativos	   a	   los	  caminos	   /appointments	  .	  El	  segundo	   uso	   es	   a	   nivel	   de	  método:	   por	   ejemplo	  /new	   la	   petición	   al	   controlador	  llegará	   siempre	   y	   cuando	   se	   cumpla	   el	   camino	   indicado	   por	   la	   clase	   y	  posteriormente	  por	  el	  método.	  	  
8.1.1.1.13. Mapeos	  y	  resolución	  de	  vistas	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Todos	   los	   métodos	   de	   los	   controladores	   de	   Spring	   Web	   MVC	   deben	  resolverse	   en	   un	   nombre	   de	   vista	   lógico,	   ya	   sea	   explícitamente	   (por	   ejemplo,	  devolviendo	  un	  String	  ,	  Ver	  ,	  o	  ModelAndView	  )	  o	  implícitamente	  (es	  decir,	  sobre	  la	  base	  de	  convenios).	  Spring	  da	  soporte	  mediante	  las	  siguientes	  implementaciones:	  	  
ViewResolver	   Descripción	  
AbstractCachingViewResolver	   A	   menudo	   puntos	   algunas	   vistas	   necesitan	  preparación	   antes	   de	   que	   puedan	   ser	  utilizadas,	   esta	   resolución	   proporciona	  almacenamiento	  en	  caché.	  
XmlViewResolver	   Aplicación	   de	  ViewResolver	  que	   acepta	   un	  archivo	  de	  configuración	  escrito	  en	  XML	  con	  el	   mismo	   DTD	   XML.	  El	   archivo	   de	  configuración	   por	   defecto	   es	  /	   WEB-­‐INF/views.xml	  .	  
ResourceBundleViewResolver	   Aplicación	   de	  ViewResolver	  que	   utiliza	  definiciones	  de	  beans	  en	  un	  ResourceBundle	  ,	  especificado	   por	   el	   nombre	   de	   la	   base	  paquete.	  Normalmente	   se	   define	   el	   paquete	  en	   un	   archivo	   de	   propiedades,	   situada	   en	   la	  ruta	   de	   clases.	  El	   nombre	   de	   archivo	  predeterminado	  es	  views.properties	  .	  
UrlBasedViewResolver	   Simple	  aplicación	  de	  la	  interfaz	  ViewResolver	  que	  los	  efectos	  de	  la	  resolución	  directa	  de	  los	  nombres	  de	  vista	  lógica	  URL.	  
InternalResourceViewResolver	   Subclase	   de	  UrlBasedViewResolver	  que	  apoya	  InternalResourceView	  (de	   hecho,	  servlets	   y	   JSP)	   y	   subclases	  como	  JstlView	  y	  TilesView	  .	  	  
VelocityViewResolver	  	  
/FreeMarkerViewResolver	  
Subclase	   de	  UrlBasedViewResolver	  que	  apoya	  VelocityView	  	   o	   FreeMarkerView	  ,	  respectivamente,	   y	   subclases	   personalizadas	  de	  ellos.	  
ContentNegotiatingViewResolver	   Aplicación	   de	   la	   interfaz	  ViewResolver	   que	  resuelve	   una	   vista	   basada	   en	   el	   nombre	   del	  archivo	   de	   la	   petición	   o	   aceptación	  de	  cabecera.	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  Las	   ventajas	   de	   utilizar	   una	   resolución	   de	   vista	   independiente	   de	   la	  implementación	  de	  la	  lógica	  del	  servicios	  son	  las	  siguientes:	  
• Aplica	  el	  patrón	  strategy.	  
• Abstrae	  la	  resolución	  de	  la	  vista	  de	  la	  implementación.	  
• Permite	  la	  mantenibilidad	  y	  escalabilidad	  del	  código.	  
• Implementa	  el	  patrón	  MVC,	  independizando	  el	  controlador	  de	  la	  vista.	  	  
8.1.1.2. Hibernate	  	  
8.1.1.2.1. ¿Qué	  es	  Hibernate?	  	  Históricamente	  ,	   Hibernate	   facilitó	   el	   almacenamiento	   y	   recuperación	   de	  objetos	   de	   dominio	   de	   Java	   a	   través	   de	  Object	   Relational	   Mapping	  .	  Hoy	   en	   día,	  Hibernate	   es	   un	   conjunto	   de	   proyectos	   asociados	   que	   permiten	   a	   los	  desarrolladores	  utilizar	  el	   estilo	  de	  dominio	  modelo-­‐POJO	  en	   sus	  aplicaciones	  de	  manera	  que	  va	  mucho	  más	  allá	  de	  Object	  Relational	  Mapping.	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  Además	  Hibernate,	  propone	  una	  serie	  de	  ventajas:	  	  
• Natural	   de	  modelo	   de	   programación:	  Hibernate	  permite	  desarrollar	  clases	   persistentes	   orientadas	   a	   objeto	   como	   herencia,	   polimorfismo,	  asociación,	  la	  composición	  y	  las	  colecciones	  marco	  de	  Java.	  
• Transparente	   Persistencia:	  Hibernate	  no	   requiere	   interfaces	  o	   clases	  base	   para	   las	   clases	   persistentes	   y	   permite	   a	   cualquier	   estructura	   de	  datos	  o	   la	  clase	  a	  ser	  persistente.	  Además,	  Hibernate	  permite	  construir	  más	  rápido	  los	  procedimientos.	  
• Alto	   rendimiento:	  Hibernate	   soporta	   inicialización	   perezosa,	   muchas	  estrategias	   de	   ir	   a	   buscar,	   y	   el	   bloqueo	   optimista	   con	   versiones	  automáticas	  y	   sellado	  de	   tiempo.	  Hibernación	  no	   requiere	  de	   tablas	  de	  bases	   de	   datos	   especiales	   o	   campos	   y	   genera	   gran	   parte	   del	   SQL	   en	  tiempo	   de	   inicialización	   del	   sistema	   en	   lugar	   de	   tiempo	   de	  ejecución.	  Hibernate	   siempre	   ofrece	   un	   rendimiento	   superior	   sobre	   la	  recta	  JDBC	  de	  codificación.	  
• La	   fiabilidad	   y	   escalabilidad:	  Hibernate	   es	   bien	   conocida	   por	   su	  excelente	  estabilidad	  y	  calidad,	  demostrada	  por	  la	  aceptación	  y	  uso	  por	  decenas	   de	   miles	   de	   desarrolladores	   de	   Java.	  Hibernate	   fue	   diseñado	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para	   trabajar	   en	   un	   clúster	   de	   servidor	   de	   aplicaciones	   y	   ofrecer	   una	  arquitectura	   altamente	   escalable.	  escalas	   Hibernate	   bien	   en	   cualquier	  ambiente:	   se	   utiliza	   para	   conducir	   su	   propia	   Intranet	   en	   que	   sirve	   a	  cientos	   de	   usuarios	   o	   para	   aplicaciones	   críticas	   de	   la	   misión	   que	  atienden	  a	  cientos	  de	  miles.	  
• Extensibilidad:	  Hibernate	  es	  altamente	  personalizable	  y	  extensible.	  	  
• Integral	   de	   Servicios	   de	   consulta:	  Incluye	   compatibilidad	   con	  Hibernate	   Query	   Language	   (HQL),	   Java	   Persistence	   Query	   Language	  (JPAQL),	   las	   consultas	   de	   Criterios,	   y	   "nativas	   SQL"	   consultas,	   todo	   lo	  cual	  se	  puede	  desplazar	  y	  paginados	  para	  satisfacer	  sus	  necesidades	  de	  rendimiento	  exacto.	  	  
8.1.1.2.2. ¿Qué	  es	  ORM?	  	  Hibernate	   tiene	   como	   objetivo	   ayudar	   a	   su	   aplicación	   para	   lograr	   la	  persistencia. Entonces,	   ¿qué	   es	   la	   persistencia? La	   persistencia	   significa	  simplemente	  que	  datos	  de	  nuestra	  aplicación	  nos	  gustaría	  que	  sobrevivieran	  a	   lo	  largo	  del	  ciclo	  de	  vida	  total	  de	  la	  aplicación. En	  términos	  de	  Java,	  el	  estado	  que	  nos	  gustaría	  de	   (algunos	  de)	   los	  objetos	  de	  vivir	  más	  allá	  del	   ámbito	  de	   la	   JVM	  de	   la	  aplicación.	  	  
8.1.1.2.2.1. Bases	  de	  Datos	  Relacionales	  	  En	   concreto,	   Hibernate	   tiene	   que	   ver	   con	   la	   persistencia	   de	   datos	   que	   se	  aplica	   a	  bases	   de	   datos	   relacionales (RDBMS). En	   el	   mundo	   de	   las	   aplicaciones	  orientada	   a	   objetos-­‐,	   a	   menudo	   hay	   una	   discusión	   sobre	   el	   uso	   de	   una	  base	   de	  datos	  	  orientada	  a	  objetos (ODBMS),	  frente	  a	  un	  RDBMS. 	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8.1.1.2.2.2. La	  impedancia	  Objeto-­‐Relacional	  coinciden	  	  "Objeto-­‐Relacional	  diferencia	  de	  impedancia"	  (a	  veces	  llamado	  el	  "desajuste	  de	  paradigma")	  es	  sólo	  una	  forma	  elegante	  de	  decir	  que	  los	  modelos	  de	  objetos	  y	  modelos	  relacionales	  no	  funcionan	  muy	  bien	  juntos.	  RDBMS	  representan	  los	  datos	  en	  formato	  tabular	  (una	  hoja	  de	  cálculo	  es	  una	  buena	  visualización	  para	  aquellos	  que	  no	  están	  familiarizados	  con	  RDBMS),	  mientras	  que	  los	  lenguajes	  orientados	  a	  objetos,	   como	   Java,	   representan	   los	   objetos	   en	   un	   gráfico	   interconectado	   de	  objetos.	  La	  carga	  y	  almacenamiento	  de	  gráficos	  de	  objetos	  utilizando	  una	  base	  de	  datos	  relacional nos	  expone	  a	  una	  serie	  de	  problemas	  entre	  los	  cuales	  tenemos: 
 
• Granularidad.	   A	   veces,	   tendremos	   un	  modelo	   de	   objetos	   que	   tiene	  más	  clases	  que	  el	  número	  de	  cuadros	  correspondientes	  en	  la	  base	  de	  datos	   (se	   dice	   que	   el	   modelo	   de	   objetos	   es	   más	   granular	   que	   el	  modelo	   relacional).	  Tomemos,	   por	   ejemplo,	   la	   noción	   de	   una	  dirección	  ...	  	  
• Subtipos	   (herencia).	   La	   herencia	   es	   un	   paradigma	   natural	   en	  lenguajes	   de	   programación	   orientados	   a	   objetos.	  Sin	   embargo,	  RDBMS	  no	  se	  establece	  nada	  similar	  en	  el	  conjunto	  (sí	  algunas	  bases	  de	   datos	   cuentan	   con	   el	   apoyo	   subtipo	   pero	   es	   totalmente	   no-­‐estándar)	  ...	  	  
• Identidad.	   Un	   RDBMS	   define	   exactamente	   un	   concepto	   de	  «identidad»:	   la	   clave	   principal.	  Java,	   sin	   embargo,	   define	   tanto	   la	  identidad	  del	  objeto	  (a	  ==	  b)	  la	  igualdad	  de	  objeto	  y	  (a.equals	  (b)).	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8.1.1.2.3. Módulos	  	  
Hibernate	  Core	  
Conocido	   como	   Hibernate	   3.2.x.	   Corresponde	   con	   el	  
servicio	   base	   de	   persistencia	   con	   una	   API	   propia	   y	   los	  
ficheros	  de	  mapping	  residen	  en	  XML.	  	  
Hibernate	  annotations	  
Permite	   definir	   anotaciones	   disponibles	   en	   JDK5.0	  que	  son	  embebidas	  directamente	  en	  el	  código	  Java	  y	  evitando	  disponer	  de	  ficheros	  XML	  de	  mapeo.	  Las	   anotaciones	   son	   un	   conjunto	   de	   anotaciones	  básicas	   que	   implementa	   el	   estándar	   JPA,	   y	   además	  incluye	  un	  conjunto	  de	  extensiones	  que	  dan	  cabida	  a	  funcionalidades	  más	  avanzados	  propias	  de	  Hibernate	  (tunning	  y	  mapping).	  
Hibernate	  EntityManager	  
La	   especificación	   JPA	   define	   un	   conjunto	   de	  interfaces,	  reglas	  para	  el	  ciclo	  de	  vida	  de	  una	  entidad	  persistente	   y	   características	   de	   las	   consultas.	   La	  implementación	   de	   Hibernate	   para	   esta	   parte	   de	   la	  especificación	   de	   JPA	   es	   cubierta	   con	   Hibernate	  EntityManager.	   Las	   características	   de	  Hibernate	   son	  un	  superconjunto	  de	  las	  especificadas	  por	  JPA.	  	  
8.1.1.3. Maven	  	  
8.1.1.3.1. ¿Qué	  es	  Maven?	  	  Maven,	   una palabra de origen Yiddish que	   significa acumulador	   de	  
conocimientos ,	   que	   se	   inició	   originalmente	   como	   un	   intento	   de	   simplificar	   la	  construcción	   de	   procesos	   en	   la	   turbina	   del	   proyecto	   Jakarta. 	   Se	   pretendía	   una	  forma	   estándar	   para	   construir	   los	   proyectos,	   una	   definición	   clara	   de	   lo	   que	   el	  proyecto	   consistía	   en,	   una	   forma	   fácil	   de	   publicar	   la	   información	   del	   proyecto	   y	  una	  forma	  de	  compartir	  JAR	  a	  través	  de	  varios	  proyectos.	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El	   resultado	   es	   una	   herramienta	   que	   ahora	   se	   puede	   utilizar	   para	   crear	   y	  gestionar	  cualquier	  proyecto	  basado	  en	  Java	  	  
8.1.1.3.2. Objetivos	  de	  Maven	  	  El	  objetivo	  principal	  de	  Maven	  es	  permitir	  a	  un	  desarrollador	  comprender	  el	   estado	   completo	   de	   un	   esfuerzo	   de	   desarrollo	   en	   el	   menor	   período	   de	  tiempo. Para	  alcanzar	  este	  objetivo	  hay	  varias	  áreas	  de	  preocupación	  que	  Maven	  intenta	  hacer	  frente	  a:	  
• Hacer	  que	  el	  proceso	  de	  construcción	  fácil	  
• Proporcionar	  un	  sistema	  de	  construcción	  uniforme	  
• Proporcionar	  información	  sobre	  el	  proyecto	  de	  calidad	  
• Proporcionar	  pautas	  para	  el	  mejor	  desarrollo	  de	  las	  prácticas	  
• Permitir	  la	  migración	  transparente	  a	  nuevas	  características	  
8.1.1.3.2.1. Hacer	  que	  el	  proceso	  de	  construcción	  fácil	  	  Durante	  el	  uso	  de	  Maven	  no	  elimina	  la	  necesidad	  de	  conocer	  acerca	  de	  los	  mecanismos	  subyacentes,	  Maven	  proporciona	  una	  gran	  cantidad	  de	  blindaje	  de	  los	  detalles.	  
8.1.1.3.2.2. Proporcionar	   un	   sistema	   de	   construcción	  
uniforme	  	  Maven	  permite	  construir	  un	  proyecto	  con	  el	  modelo	  de	  objetos	  del	  proyecto	  (POM)	  y	  un	  conjunto	  de	  plugins	  que	  son	  compartidos	  por	  todos	  los	  proyectos	  con	  Maven,	  proporcionando	  un	  sistema	  de	  construcción	  uniforme.	  
8.1.1.3.2.3. Proporcionar	   información	   sobre	   el	   proyecto	   de	  
calidad	  	  Maven	   proporciona	   abundante	   información	   sobre	   el	   proyecto	   útil	   que	   se	  debe	   en	   parte	   tomada	   de	   su	   POM	   y,	   en	   parte,	   a	   partir	   de	   fuentes	   de	   su	  proyecto. Por	  ejemplo,	  Maven	  puede	  proporcionar:	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• Cambio	  de	  registro	  de	  documentos	  creados	  directamente	  de	  control	  de	  código	  fuente	  
• Referencias	  cruzadas	  de	  fuentes	  
• Listas	  de	  correo	  
• Lista	  de	  dependencias	  
• Informes	  prueba	  
 
8.1.1.3.2.4. Proporcionar	  pautas	  para	  el	  mejor	  desarrollo	  de	  
las	  prácticas	  	  Maven	   tiene	   por	   objetivo	   reunir	   los	   principios	   vigentes	   para	   el	   mejor	  desarrollo	  de	  las	  prácticas,	  y	  facilitar	  la	  guía	  de	  un	  proyecto	  en	  esa	  dirección.	  Por	  ejemplo,	   la	  especificación,	  ejecución	  y	  presentación	  de	  informes	  de	  las	  pruebas	  unitarias	  son	  parte	  del	  ciclo	  normal	  de	  construcción	  utilizando	  Maven. Las	  prácticas	  actuales	  de	  las	  pruebas	  unitarias	  	  se	  utilizan	  como	  referencia:	  
• Mantener	  el	  código	  fuente	  de	  prueba	  en	  un	  sobre	  por	  separado,	  pero	  árbol	  de	  fuentes	  paralelas	  
• Uso	   de	   caso	   de	   prueba	   convenciones	   de	   nombres	   para	   localizar	   y	  ejecutar	  pruebas	  	  Maven	   también	   tiene	   como	   objetivo	   ayudar	   en	   el	   flujo	   de	   trabajo	   del	  proyecto,	  tales	  como	  la	  gestión	  de	  liberación	  y	  seguimiento	  de	  problemas.	  Maven	   también	   sugiere	   algunas	   pautas	   sobre	   la	   forma	   de	   diseño	   de	   la	  estructura	  del	  proyecto	  de	  la	  guía	  para	  que	  una	  vez	  que	  aprendes	  en	  el	  diseño	  que	  pueden	  navegar	  fácilmente	  cualquier	  otro	  proyecto	  que	  utiliza	  Maven	  y	  los	  mismos	  valores	  predeterminados.	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8.1.1.3.2.5. Permitir	   la	   migración	   transparente	   a	   nuevas	  
características	  	  Maven	   proporciona	   una	  manera	   fácil	   de	   actualizar	   sus	   instalaciones	   para	  que	  puedan	  tomar	  ventaja	  de	  los	  cambios	  que	  ha	  hecho.	  Por	  esta	  razón,	  la	  instalación	  de	  plugins	  nuevos	  o	  actualizados	  de	  terceros	  o	  Maven	  se	  ha	  hecho	  trivial.	  	  
8.1.1.3.3. El	  POM	  (Project	  Object	  Model)	  	  El	   Project	   Object	   Model	   o	   POM	   es	   la	   unidad	   fundamental	   de	   trabajo	   en	  Maven.	  Se	  trata	  de	  un	  archivo	  XML	  que	  contiene	  información	  sobre	  los	  detalles	  del	  proyecto	   y	   la	   configuración	   utilizada	   por	   Maven	   para	   construir	   el	  proyecto.	  Contiene	   los	   valores	   por	   defecto	   para	   la	   mayoría	   de	   los	  proyectos.	  Ejemplos	  de	  esto	  es	  el	  directorio	  de	  construcción,	  que	  es	  objetivo	  ,	  el	  directorio	  de	  origen,	  que	  es	  src / main / java	  ,	  el	  directorio	  de	  las	  fuentes	  de	  prueba,	  que	  es	  src / main / prueba	  ,	  y	  así	  sucesivamente.	  El	   POM	   fue	   renombrado	   de	  project.xml	  en	   Maven	   1	   a	  pom.xml	  de	  Maven	  2.	  En	  lugar	  de	  tener	  un	  maven.xml	  archivo	  que	  contiene	  los	  objetivos	  que	  se	  pueden	  ejecutar,	  las	  metas	  o	  los	  plugins	  se	  configuran	  ahora	  en	  el	  pom.xml	  .	  Al	  ejecutar	   una	   tarea	   o	  meta,	  Maven	   busca	   el	   POM	   en	   el	   directorio	   actual.	  Se	   lee	   el	  POM,	  obtiene	  la	  información	  de	  configuración	  necesaria,	  a	  continuación,	  ejecuta	  el	  objetivo.	  Algunas	  de	  la	  configuraciones	  que	  se	  pueden	  especificar	  en	  el	  POM	  son	  las	  dependencias	  del	  proyecto,	  los	  complementos	  o	  las	  metas	  que	  se	  pueden	  ejecutar,	  los	   perfiles	   de	   construcción,	   y	   así	   sucesivamente.	  Otras	   informaciones	   como	   la	  versión	  del	  proyecto,	   la	  descripción,	   los	  desarrolladores,	   listas	  de	   correo	  y	   como	  también	  puede	  ser	  especificado.	  Los	  requisitos	  mínimos	  para	  un	  POM	  son	  los	  siguientes:	  
• raíz	  del	  proyecto	  
• modelVersion	  -­‐	  se	  debe	  establecer	  en	  4.0.0	  
• groupId	  -­‐	  el	  identificador	  de	  grupo	  del	  proyecto.	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• artifactId	  -­‐	  el	  identificador	  del	  artefacto	  (proyecto)	  
• versión	  -­‐	  la	  versión	  del	  artefacto	  en	  el	  marco	  del	  grupo	  especificado	  	  
<project> 
 <modelVersion>4.0.0</modelVersion>    
 <groupId>com.mycompany.app</groupId>    
 <artifactId>my-app</artifactId>    
 <version>1</version> </project> 
</project> 
	  
8.1.1.3.4. Ciclos	  de	  vida	  	  Maven	  se	  basa	  en	  el	  concepto	  central	  de	  una	  generación	  de	  ciclo	  de	  vida. Es	  decir,	  el	  proceso	  de	  creación	  y	  difusión	  de	  un	  artefacto(proyecto)	  está	  claramente	  definido.	  Hay	  tres	  fases	  en	  el	  ciclo	  de	  vida:	  default,	  clean	  y	  site. El	  ciclo	  de	  vida	  por	  defecto	  se	  encarga	  de	  la	  implementación	  del	  proyecto,	  el	  ciclo	  de	  vida	  clean	  de	  la	  limpieza	   del	   proyecto,	   mientras	   que	   el	   ciclo	   de	   vida	   del	   site	   se	   encarga	   de	   la	  creación	  del	  sitio	  de	  documentación	  de	  su	  proyecto.	  
8.1.1.3.4.1. Un	   ciclo	   de	   vida	   de	   construcción	   se	   compone	   de	  
las	  fases.	  	  Cada	   uno	   de	   estos	   ciclos	   de	   vida	   de	   construcción	   se	   define	   por	   una	   lista	  diferente	  de	  construcción	  de	  las	  fases,	  donde	  una	  fase	  de	  construcción	  representa	  una	  etapa	  en	  el	  ciclo	  de	  vida.	  Por	   ejemplo,	   el	   ciclo	   de	   vida	   por	   defecto	   tiene	   las	   siguientes	   fases	   de	  construcción:	  
• validate-­‐	   validar	   el	   proyecto	   es	   correcto	   y	   toda	   la	   información	  necesaria	  está	  disponible	  
• compile-­‐	  compilar	  el	  código	  fuente	  del	  proyecto	  
• test-­‐	   probar	   el	   código	   fuente	   compilado	   utilizando	   un	   marco	   de	  unidad	   de	   prueba	   adecuado.	  Estas	   pruebas	   no	   deberán	   exigir	   el	  código	  desplegado	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• package-­‐	   tomar	   el	   código	   compilado	   y	   el	   paquete	   en	   su	   formato	  distribuibles,	  como	  por	  ejemplo	  un	  JAR.	  
• Integration-­‐test-­‐	   el	   proceso	   e	   implementar	   el	   paquete	   si	   es	  necesario	  en	  un	  entorno	  donde	  las	  pruebas	  de	  integración	  se	  puede	  ejecutar	  
• verify-­‐	   ejecutar	   los	   controles	   para	   verificar	   el	   paquete	   es	   válido	   y	  cumple	  con	  los	  criterios	  de	  calidad	  
• install-­‐	  instalar	  el	  paquete	  en	  el	  repositorio	  local,	  para	  su	  uso	  como	  una	  dependencia	  en	  otros	  proyectos	  a	  nivel	  local	  
• deploy-­‐	  realizado	  en	  un	  entorno	  de	  integración	  o	  liberación,	  copia	  el	  paquete	   final	   al	   repositorio	   remoto	   para	   compartir	   con	   otros	  desarrolladores	  y	  proyectos.	  	  Estas	  fases	  de	  construcción	  se	  ejecutan	  de	  forma	  secuencial	  para	  completar	  el	  ciclo	  de	  vida	  por	  defecto. Teniendo	  en	  cuenta	   las	   fases	  de	  construcción	  de	  más	  arriba,	   esto	   significa	   que	   cuando	   el	   ciclo	   de	   vida	   por	   defecto	   se	   utiliza,	   Maven	  primero	  valida	  el	  proyecto,	   a	   continuación,	   trata	  de	   compilar	   las	   fuentes,	   ejecuta	  las	  pruebas,	  ejecute	  las	  pruebas	  de	  integración	  en	  contra	  de	  que	  paquete,	  verifica	  el	  paquete,	  instala	  el	  paquete	  verificado	  en	  el	  repositorio	  local,	  y	  luego	  despliega	  el	  paquete	  de	  instalación	  en	  un	  entorno	  determinado.	  Para	   hacer	   todas	   estas	   etapas,	   sólo	   tiene	   que	   llamar	   a	   la	   última	   fase	   de	  construcción	  que	  se	  ejecutará,	  en	  este	  caso:	  
> mvn deploy  
	  Esto	  es	  debido	  ya	  que	  el	   la	  última	   fase	  se	  ejecuta	  a	   sí	  misma,	  y	  además	  el	  resto	  de	  fases	  que	  la	  preceden.	  	  
8.1.1.3.4.2. Una	   fase	   de	   construcción	   se	   compone	   de	   las	  
metas	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Sin	  embargo,	  a	  pesar	  de	  una	  fase	  de	  generación	  es	  responsable	  de	  un	  paso	  específico	  en	  el	  ciclo	  de	  vida	  de	  construcción,	  la	  forma	  en	  que	  se	  lleva	  a	  cabo	  esas	  responsabilidades	   pueden	   variar. Y	   esto	   se	   hace	   mediante	   la	   declaración	   de	   los	  objetivos	  vinculados	  a	  las	  fases	  de	  construcción.	  Una	   meta	   representa	   una	   tarea	   específica	   (más	   fina	   que	   una	   fase	   de	  construcción),	   que	   contribuye	   a	   la	   creación	   y	   gestión	   de	   un	   proyecto. Puede	  obligarse	   a	   cero	  o	  más	   fases	  de	   construcción. El	   orden	  de	   ejecución	  depende	  del	  orden	  en	  el	  que	  la	  fase	  de	  construcción	  invoca	  a	  la	  meta. 	  Por	   otra	   parte,	   si	   un	   objetivo	   está	   vinculado	   a	   una	   o	   varias	   fases	   de	  construcción,	  la	  meta	  se	  llama	  en	  todas	  las	  fases.	  Por	   otra	  parte,	   una	   fase	  de	   construcción	   también	  puede	   tener	   cero	  o	  más	  objetivos	  sujetos	  a	  ella. 	  	  
8.1.1.3.5. Creación	  de	  un	  proyecto	  	  A	   continuación	   los	   pasos	   a	   seguir	   para	   la	   creación	   de	   un	   proyecto	  Maven	  desde	  cero	  y	  creado	  a	  partir	  de	  un	  arquetipo.	  	  
8.1.1.3.5.1. Creación	  a	  partir	  de	  un	  arquetipo	  	  
mvn archetype:generate  
  -DgroupId=com.mycompany.app-DartifactId=app  
               -Dversion=0.0.1-SNAPSHOT –DinteractiveMode=false 
	  Estructura	  resultante:	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Figura	  16	  Maven	  estructura	  de	  paquetes	  	  	  
• Compilación:	  
– mvn	  compile	  
• Ejecución	  de	  tests:	  
– mvn	  test	   	  
• Ejecución	  del	  empaquetado:	  
– mvn	  package	  
• Instalación	  en	  el	  repositorio	  local:	  
– mvn	  install	  
• El	  resultado	  del	  proyecto	  es	  un	  artifact	  (componente)	  
– Los	  goals	  (objetivos)	  más	  comunes	  para	  la	  construcción	  son:	  
• compile	  –	  Compila	  el	  código	  
• 	  test	  –	  Testea	  el	  código	  
• package	  –	  Empaqueta	  el	  componente	  (jar,war,ear,	  …)	  
• install	  –	  Instala	  el	  componente	  en	  el	  repositorio	  local	  
• deploy	  –	  Instala	  el	  componente	  en	  el	  repositorio	  remoto	  
• eclipse:eclipse	  –	  Adapta	  el	  componente	  a	  eclipse	  
8.1.1.3.5.2. Repositorios	  	  
– Los	  artifacts(componente/proyecto)	  son	  almacenados	  en:	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• Repositorio	   Local:	   Funciona	   a	  modo	   de	   caché	   de	   todos	   los	  artifacts	  utilizados	  en	   los	  proyectos	  que	  hay	   instalados	  en	   la	  máquina	  (Por	  defecto	  en:	  $HOME/.m2/repository	  para	   linux	  o	   C:\Documents	   and	   Settings\<user>\.m2\repository	   para	  windows)	  
• Repositorio	  remoto:	   	  Accesible	  a	  través	  de	  http,	  https	  o	  scp	  al	  almacén	  de	  componentes	  
– El	  repositorio	  Central	  de	  Maven	  contiene	  los	  artifacts	  más	  comunes	  (unos	  50000)	  
• http://repo1.maven.org/maven2	  	  
8.1.1.3.5.3. Dependencias	  	  Se	  declaran	  las	  dependencias	  y	  automáticamente	  son	  añadidas	  al	  classpath	  e	  incluidas	  en	  la	  distribución	  resultante	  del	  componente.	  Cada	  dependencia	  se	  ha	  de	  incluir	  dentro	  de	  un	  scope:	  
• compile:	   Son	   necesarias	   para	   compilar	   el	   proyecto	   (Se	  incluyen	  en	  el	  classpath	  de	  compilación)	  
• runtime:	   Son	   necesarias	   únicamente	   para	   ejecutar	   el	  proyecto	  (Se	  incluyen	  en	  el	  classpath	  de	  ejecución).	  	  
– Ej:	   La	   librería	   commons-­‐logging	   nos	   abstrae	   de	   la	  librería	  de	  trazas	  que	  se	  utilice	  a	  la	  hora	  de	  ejecutar	  el	  proyecto.	  Por	  eso	  la	  librería	  commons-­‐logging	  se	  ha	  de	  añadir	   al	   scope	   de	   compile,	  mientras	   que	   la	   de	   log4j,	  sólo	  es	  necesario	  en	  el	  scope	  de	  runtime	  
• test:	   	  Son	  necesarias	  para	  ejecutar	   los	   tests	  del	  proyecto	  (El	  classpath	   de	   ejecución	   de	   los	   test	   está	   formado	   por	   las	  dependencias	  en	  el	  scope	  de	  compile,	  runtime	  y	  test).	  
• provided:	   Son	   necesarias	   para	   la	   compilación	   del	   proyecto,	  pero	  no	  se	  han	  de	  entregar	  en	  el	  paquete.	  	  
– Ej:	   La	   librería	   servlet-­‐api	   es	   necesaria	   para	   compilar	  servlets,	  pero	  esta	  librería	  ya	  la	  incluyen	  los	  servidores	  de	   aplicaciones	   (En	   tomcat	   à	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$TOMCAT_HOME/lib/servlet-­‐api.jar)	   y	   no	   hay	   que	  incluirla	  en	  el	  WAR.	  
• system:	   Esta	   dependencia	   está	   instalada	   en	   la	   misma	  máquina,	  y	  por	  tanto	  se	  apunta	  a	  la	  ruta	  donde	  está	  instalada.	  El	  efecto	  es	  el	  mismo	  que	  el	  scope	  de	  compile.	  	  Maven	   soporta	   dependencias	   transitivas,	   es	   decir,	   que	   cuando	   se	   inserta	  una	  dependencia,	  si	  esta	  depende	  de	  otras,	  estas	  otras	  se	  añaden	  al	  classpath.	  Si	  no	  son	  necesarias,	  hay	  que	  excluirlas:	  	  
<dependencies> 
      <dependency> 
  <groupId>commons-logging</groupId> 
  <artifactId>commons-logging-api</artifactId>  
 <version>1.1.1</version>   
             <scope>compile</scope> 
            <exclusions>  
                   <exclusion>                   
                       <groupId>javax.servlet</groupId>  
                        <artifactId>servlet-api</artifactId>  
                   </exclusion>  
                   <exclusion>  
                        <groupId>logkit</groupId>  
                        <artifactId>logkit</artifactId> 
                    </exclusion>  
                    <exclusion> 
                         <groupId>avalon-framework</groupId> 
                        <artifactId>avalon-framework</artifactId>  
                    </exclusion>  
              </exclusions>  
     </dependency> 
	  	  	  	  	  	  
8.1.1.3.5.4. Plugins	  	  Se	   encargan	   de	   personalizar	   el	   proceso	   de	   construcción	   de	   un	   proyecto	  maven.	  Se	  configuran	  en	  la	  sección	  de	  build	  	  (	  y	  en	  la	  de	  site	  para	  generación	  de	  la	  Web	  del	  proyecto).	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<build> 
 <plugins> 
 <!-- modificar las opciones del compilador -->  
    <plugin>  
       <artifactId>maven-compiler-plugin</artifactId>  
                    <configuration>  
                      <source>1.6</source>  
                      <target>1.6</target>  
                      <encoding>utf-8</encoding>  
                      <debug>false</debug>  
                      <optimize>true</optimize>  
                    </configuration>  
                </plugin>   
             </plugins> 
</build> 
	  
8.1.1.3.5.5. Control	  de	  versiones	  	  Maven	   permite	   integrarse	   con	   la	   mayoría	   de	   sistemas	   de	   control	   de	  versiones:	  (CVS,	  SVN,	  …).	  Para	  ello:	  
• Configurar	  POM	  para	  acceder	  al	  repositorio	  
• Configurar	  POM	  para	  realizar	  release	  del	  proyecto	  	  
8.1.1.3.5.6. Arquetipos	  	  Para	   empezar	   un	   proyecto	   se	   puede	   elegir	   un	   patrón	   de	   proyecto	   o	  arquetipo.	  Un	  arquetipo	  es	  un	  proyecto	  MAVEN,	  con	  su	  propio	  pom.xml.	  En	  el	  fichero	  archetype.xml	  se	  definen	  los	  diferentes	  ficheros	  que	  forman	  la	  plantilla.	  Se	  crea	  a	  partir	  de	  mvn	  archetype:generate	  	  
8.1.1.3.5.7. Perfiles	  	  Modifica	   la	   construcción	   del	   proyecto	   dependiendo	   del	   entorno:	  dependencias,	   repositorios	   y	   plugins.	   El	   perfil	   puede	   ser	   seleccionado	   por:	   el	  sistema	  operativo,	  JDK,	  la	  existencia	  de	  algún	  software,	  o	  bien	  a	  través	  de	  la	  línea	  de	  comandos.	  Por	  usuario	  o	  por	  proyecto	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Y	   puede	   ser	   usado	   para	   entornos	   estándar,	   desarrollo,	   integración	   y	  producción.	  	  
8.1.1.3.6. Site	  &	  Documentation	   	  	  Maven	   ayuda	   a	   la	   generación	   de	   la	   web	   del	   proyecto,	   añadiendo	  información	  del	  componente	  de	  forma	  “automática”,	  a	  partir	  de	  la	  descripción	  del	  mismo	  en	  el	  pom.xml	  Acepta	  diferentes	  formatos	  de	  entrada	  de	  texto:	  
• APT	  (Almost	  Plain	  Text)	  
• Xdoc	  
• FML	  (Faq	  Markup	  Language)	  
• DocBook	  Permite	  la	  salida	  en	  Xdoc,	  XHTML,	  DocBook,	  Latex	  y	  RTF.	  La	  generación	  del	  site	  permite	  la	  utilización	  de	  plantillas	  de	  velocity.	  	  
8.1.1.4. Struts2	  	  
8.1.1.4.1. ¿Qué	  es	  Struts?	  	  Apache	   Struts	   es	   un	   framework	   gratuito	   de	   código	   abierto	   para	   crear	  aplicaciones	  web	  de	  Java.	  Las	  aplicaciones	  Web	  difieren	  de	  las	  páginas	  web	  convencionales	  en	  que	  las	  aplicaciones	  web	  pueden	  crear	  una	  respuesta	  dinámica.	  Muchos	  sitios	  web	  ofrecen	  sólo	   las	   páginas	   estáticas.	  Una	   aplicación	   Web	   puede	   interactuar	   con	   bases	   de	  datos	  y	  motores	  de	  la	  lógica	  de	  negocio	  para	  personalizar	  la	  respuesta.	  Las	  aplicaciones	  Web	  basadas	  en	  JavaServer	  Pages	  a	  veces	  mezclan	  código	  de	  base	  de	  datos,	  código	  de	  diseño	  de	  páginas	  y	  el	  código	  de	  control	  de	  flujo.	  En	  la	  práctica,	  nos	  encontramos	  con	  aplicaciones	  difíciles	  de	  mantener.	  Una	   forma	  de	  dividir	   el	   software	  de	  una	   aplicación	   es	  utilizar	  una	  Model-­‐View-­‐Controller	   (MVC).	  El	  modelo	  representa	   la	   base	   de	   datos	   de	   código	   o	   de	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negocios,	   la	  Vista	  representa	   el	   código	   de	   diseño	   de	   la	   página,	   y	  el	  controlador	  representa	   el	   código	   de	   la	   navegación.	  El	   framework	   de	   trabajo	  Struts	   está	   diseñado	   para	   ayudar	   a	   los	   desarrolladores	   a	   crear	   aplicaciones	  web	  que	  utilizan	  una	  arquitectura	  MVC.	  El	  framework	  cuenta	  con	  tres	  componentes	  clave:	  
• Una	   "petición"	  del	   controlador	  proporcionada	  por	  el	  desarrollador	  de	  la	  aplicación	  que	  se	  asigna	  a	  una	  norma	  URI.	  
• Una	   "respuesta"	   del	   controlador	   que	   transfiere	   el	   control	   a	   otro	  recurso	  que	  completa	  la	  respuesta.	  
• Una	   biblioteca	   de	   etiquetas	   que	   ayuda	   a	   los	   desarrolladores	   crear	  aplicaciones	  interactivas	  basadas	  en	  formularios	  con	  las	  páginas	  del	  servidor.	  La	  arquitectura	  del	  marco	  de	  trabajo	  y	  las	  etiquetas	  son	  compatibles.	  Struts	  trabaja	   bien	   con	   aplicaciones	   REST	   convencionales	   y	   con	   las	   tecnologías	   nuevas	  como	  SOAP	  y	  AJAX.	  	  
8.1.1.4.2. Struts	  y	  el	  patrón	  MVC	  	  El	  diseño	  de	  alto	  nivel	  de	  Struts	  2	  sigue	  la	  bien	  establecida	  Model-­‐View-­‐Controller	  arquitectura	  del	  diseño	  de	  patrones.	  El	  patrón	  MVC	  proporciona	  una	  separación	  de	  las	  preocupaciones	  que	  se	  aplica	  también	  a	  las	  aplicaciones	  web.	  Separación	  de	  las	  preocupaciones	  que	  nos	  permite	  gestionar	  la	  complejidad	  de	  los	  sistemas	  de	  software.	  El	  patrón	  de	  diseño	  MVC	  identifica	  tres	  problemas	  distintos:	  vista	  del	  modelo,	  y	  el	  controlador.	  En	  Struts	  2,	  estos	  son	  ejecutados	  por	  la	  acción,	  resultado	  y	  FilterDispatcher,	  respectivamente.	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Figura	  17	  Patrón	  MVC	  	  
8.1.1.4.2.1. Controlador-­‐FilterDispatcher	  	  Empezaremos	  con	  el	  controlador.	  De	  hecho,	   la	  variante	  utilizada	  en	  Struts2	  es	   a	   menudo	   lo	   que	   se	   refiere	   como	   un	   controlador	   frontal	   MVC.	  Esto	  significa	  que	  el	   controlador	  está	  en	  el	   frente	  y	  es	  el	  primer	  componente	  de	  actuar	  en	  el	  proceso.	  	  El	   trabajo	   de	   este	  controlador	  es	   como	   la	  de	   policía	   de	  tráfico	  o	  el	  	  controlador	   aéreo	   de	   tránsito.	  De	  alguna	   manera,	  este	  trabajo	  es	  administrativo,	  sino	   que	   ciertamente	   no	   es	  parte	   de	  su	   la	   lógica	   de	  negocio.	   El	  papel	  del	  regulador	  es	  desempeñado	  por	  el	  FilterDispatcher.	  	  Es	  un	  servlet	  	   que	  examina	  cada	  petición	  de	   entrada	  para	   determinar	   qué	  acción	  debe	  atender	  la	  solicitud.	  El	  framework	  maneja	  todo	  el	  flujo	  de	  	  trabajo.	  Sólo	  hay	  que	  informar	  al	  framework	   que	  solicitud	   se	   mapea	   con	   la	   acción	  correspondiente.	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respectively. Figure 1.3 shows the Struts 2
implementation of the MVC pattern to
handle the workflow of web applications. 
 Let’s take a close look at each part of fig-
ure 1.3. We’ll provide a brief description of
the duties of each MVC concern and look at
how the corresponding Struts 2 compo-
nent fulfills those duties.
CONTROLLER—FILTERDISPATCHER 
We’ll start with the controller. It seems to
make more sense to start there when
talking about web applications. In fact,
the MVC variant used in Struts is often
referred to as a front controller MVC. This
means that the controller is out front and
is the first component to act in the process-
ing. You can easily see this in figure 1.3.
The controller’s job is to map requests to
actions. In a web application, the incoming HTTP requests can be thought of as com-
mands that the user issues to the application. One of the fundamental tasks of a web
application is routing these requests to the appropriate set of actions that should be
taken within the application itself. This controller’s job is like that of a traffic cop or air
traffic controller. In some ways, this work is administrative; it’s certainly not part of your
core business logic.
 The role of the controll r is lay d by the Struts 2 FilterDispatcher. This impor-
tant object is a servlet filter that inspects each incomi g request to determine which
Struts 2 action should handle the request. The framework handles all of the controller
work for you. You just need to inform the framework which request URLs map to
which of your actions. You can do this with XML-based configuration files or Java
annotations. We’ll demonstrate both of these methods in the next chapter.
NOTE Struts 2 goes a long way toward the goal of zero-configuration web applica-
tions. Zero-configuration aims at deriving all of an application’s meta-
data, such as which URL maps to which action, from convention rather
than configuration. Th  use of Java annotations plays an important role
in this zero-configuration scheme. While zero-configuration has not
quite been achieved, you can currently use annotations and conventions
to drastically reduce XML-based configuration.
Chapter 2’s HelloWorld application will demonstrate both the general architecture
and deployment details of Struts 2 web applications.
MODEL—ACTION
Looking at figure 1.3, it’s easy to see that the model is implemented by the Struts 2
action component. But what exactly is the model? I find the model the most nebulous
l
l
ll l
Figure 1.3 Struts 2 MVC is realized by three 
core framework components: actions, results, 
and the FilterDispatcher.
Licensed to Jordi Gerona Castello <jordi@donky.org>
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8.1.1.4.2.2. Model	  -­‐	  Action	  
 El	  modelo	  es	  ejecutado	  por	  la	  acción	  de	  los	  componentes	  en	  Struts2.	  ¿Pero	  
qué	   es	   exactamente	   el	   modelo?	  De alguna manera, el modelo es un cuadro 
negro que contiene las entrañas de la petición. Todo lo demás es sólo la 
interfaz de usuario y el cableado. En términos más técnicos, son todas aquellas 
entidades de nuestro negocio. 
 
8.1.1.4.2.3. La	  vista	  	  La	   vista	   es	   el	   componente	   de	   presentación	   del	   patrón	   MVC,	  es	   	  el	  resultado	  devuelve	   la	  página	  al	  navegador	  web.	  Esta	  página	  es	  la	   interfaz	   de	  usuario	   que	  presenta	  una	   representación	   del	  estado	  de	   la	  aplicación	  para	   el	  usuario.	  Estos	   son	  comúnmente	   páginas	  JSP,	   Velocity	  plantillas,	  o	  alguna	  otra	  tecnología	  de	  presentación	  de	  la	  capa. 	  
8.1.1.4.3. ¿Cómo	  trabaja	  Struts?	  	  En	  esta	  sección,	  veremos	  en	  detalle	  el	  procesado	  de	  una	  petición.	  Struts	  tiene	  algo	   más	   que	  sus	  componentes	  MVC.	  Hemos	   dicho	  que	  proporciona	   una	  implementación	  limpia	  de	  MVC.	  Estas	  líneas	  limpias	  sólo	   son	  posibles	   con	  la	   ayuda	  de	  algunos	  otros	  componentes	  clave	   de	  la	   arquitectura	  que	  participan	  en	   el	  procesamiento	   de	  cada	  petición.	  Los	   principales	   son	  los	  interceptores,	  OGNL,	  y	  la	  ValueStack.	  Vamos	  a	  aprender	  lo	  que	  cada	  uno	  de	  estos	  a	  través	  del	  procesamiento	  de	  una	  petición	  con	  Struts2.	  La	  siguiente	  figura	  muestra	  el	  camino	  de	  una	  petición	  dentro	  del	  framework	  de	  Struts: 
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Figura	  18	  Action	  Controller	  	  La	  invocación	  de	   la	  acción	  debe	  viajar	  a	   través	   de	   esta	  pila.	  Esto	   es	  una	   parte	  clave	  de	  Struts	  2.	  En	   este	  momento,	  es	  suficiente	   para	  entender	   que	   la	  mayoría	   de	  todos	   las	   acciones	  tendrán	  una	   pila	  de	  interceptores	  asociados	  	  a	  ellas.	  	   Lo	   importante	   es	   que	  el	  interceptor	  permite	   que	   las	  tareas	  comunes,	  transversales	  que	   se	   definirán	   en	   componentes	  limpios	  y	  reutilizables	  que	  se	  pueden	  mantener	  separados	  de	  su	  código	  de	  acción.	  
 	  
8.1.1.5. Flex	  	  
8.1.1.5.1. ¿Qué	  es	  Flex?	  	  Flex	   es	   un	   conjunto	   de	   herramientas	   de	   desarrollo	   para	   la	   creación	   de	  aplicaciones	   ricas	   de	   Internet	   en	   la	   plataforma	   Flash.	   Es	   un	   lenguaje	   de	  programación	   joven	   pero	   con	   gran	   expansión	   en	   los	   últimos	   10	   años.	   	   Y	   sus	  características	  más	  importantes	  son:	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If you look back to figure 1.3, you can see that the action is responsible for choosing
which result will render the response. The action can choose from any number of
results. Common choices are between results that represent the semantic outcomes of
the action’s processing, such as “success” and “error.” Struts 2 provides out-of-the-box
support for using most common view-layer technologies as results. These include JSP,
Velocity, FreeMarker, and XSLT. Better yet, the clean structure of the architecture
ensures that more result types can be built to handle new types of responses.
 Since this favored MVC pattern has been around for decades, try visualizing what
the MVC playing field would look like if the players were in fact nicely separated yet
connectible. When I explain this to my students, I call it the Reese’s peanut butter cup
principle. Is this tasty treat chocolate or peanut butter? After your first bite, you dis-
cover it’s both! How could you use this peanut butter if all you wanted was a PBJ sand-
wich? And so it goes with technology: how do you get all the richness you desire
without actually “combining” the ingredients? Grab some sweets and continue read-
ing to learn about Struts 2 and the framework request-processing factory. 
1.3.3 How Struts 2 works
In this section, we’ll detail processing a request within the framework. As you’ll see,
the framework has more than just its MVC components. We said that Struts 2 pro-
vides a cleaner implementation of MVC. These clean lines are only possible with the
help of a few other key architectural components that participate in processing every
request. Chief among these are the interceptors, OGNL, and the ValueStack. We’ll
learn what each of these does in the following walkthrough of Struts 2 request pro-
cessing. Figure 1.4 shows the request processing workflow. 
Figure 1.4 Struts 2 request 
processing uses interceptors 
that fire before and after the 
action and result.
Licensed to Jordi Gerona Castello <jordi@donky.org>
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Eficiente	  modelo	  de	  programación	  	  Los	  desarrolladores	  a	  escribir	  código	  orientado	  a	  objetos	  con	  ActionScript	  3,	  MXML,	   y	   las	   lenguas	   CSS.	  Estas	   lenguas	   se	   aprenden	   fácilmente	   por	   los	  programadores	   de	   diferentes	   orígenes	   como	   Java,	   PHP,	   C	   #,	   HTML	   y	  JavaScript.	  Flex	  soporta	  un	  modelo	  de	  programación	  orientada	  a	  componentes	  que	  permite	  a	   los	  desarrolladores	  ensamblar	  aplicaciones	   fácilmente	  entre	  cientos	  de	  componentes	   y	   ampliar	   los	   componentes	   de	   base	   para	   crear	   interacciones	  personalizadas.	  
Herramientas	  para	  Desarrolladores	  	  El	   SDK	   de	   Flex	   incluye	   un	   compilador,	   un	   depurador,	   y	   cientos	   de	  componentes.	  El	   uso	   de	   estas	   herramientas	   de	   IDE,	   la	   línea	   de	   comandos,	   o	   de	  herramientas	  de	  construcción	  como	  Ant,	  el	   código	  se	  compila	  en	   las	  aplicaciones	  de	  plataforma	  cruzada.	  Además	   de	   los	   SDK	   gratis,	   los	   desarrolladores	   Flex	   pueden	   utilizar	   Flash	  Builder	   para	   crear	   aplicaciones.	  Flash	   Builder	   es	   un	   IDE	   de	   desarrollo	   de	   Flex	  construida	  en	  la	  parte	  superior	  de	  Eclipse.	  Incluye	  una	  vista	  de	  diseño	  y	  una	  vista	  de	   código	   sofisticado	   con	   la	   terminación	   del	   código,	   edición	   inteligente	   y	  refactorización	  de	   código.	  Flash	  Builder	   también	   incluye	  un	  depurador	  visual,	   un	  generador	  de	  perfiles	  visuales,	  un	  monitor	  de	  red,	  y	  una	  vista	  de	  Servicios	  con	   la	  introspección	  de	  servicio.	  
Integration	  Server	  	  Las	  aplicaciones	  Flex	  se	  ejecutan	  en	  el	  cliente,	  ya	  sea	  en	  un	  navegador	  con	  Flash	   Player,	   en	   el	   escritorio	   con	   Adobe	   AIR,	   o	   en	   dispositivos	   móviles.	  Para	  acceder	   a	   bases	   de	   datos	   de	   back-­‐end	   y	   otros	   sistemas	   de	   Flex	   API	   numerosas	  redes	   de	   apoyo	   de	   todo,	   desde	   simple	   XML,	   JSON,	   Servicios	   Web	   SOAP,	   y	   los	  protocolos	  optimizados	  como	  AMF.	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Tiempo	  de	  ejecución	  de	  coherencia	  	  El	  código	  fuente	  de	  Flex	  (.	  MXML	  y.	  Como	  archivos)	  se	  compila	  en	  bytecode	  de	   Flash	   (.	   Swf)	   que	   se	   ejecuta	   en	   el	   lado	   del	   cliente	   por	   la	   máquina	   virtual	  ActionScript	  en	  Flash	  Player	  o	  Adobe	  AIR.	  Los	  tiempos	  de	  ejecución	  de	  la	  plataforma	  Flash,	  Flash	  Player	  y	  Adobe	  AIR,	  son	   tiempos	   de	   ejecución	   multiplataforma	   que	   trabajan	   constantemente	   en	   una	  variedad	  de	  hardware,	  sistemas	  operativos	  y	  navegadores.	  
Abundantes	  componentes	  	  El	   SDK	   de	   Flex	   contiene	   cientos	   de	   componentes.	  DataGrids,	   Gráficas,	  formateadores,	  validadores,	  y	  numerosos	  otros	  controles	  de	  la	  interfaz	  de	  usuario	  son	   los	   bloques	   de	   construcción	   para	   aplicaciones	   de	   todos	   los	   tamaños.	  Los	  componentes	   pueden	   ser	   de	   estilo	   y	   de	   piel	   para	   adaptarse	   a	   la	   apariencia	   que	  usted	  desea.	  También	  hay	  cientos	  de	  fuente	  abierta	  de	  terceros	  y	  los	  componentes	  comerciales	  disponibles	  para	  Flex.	  Asignación	  de	  API,	  bibliotecas	  visualización	  de	  datos	  y	  API	  Cloud	  ofrecer	  las	  bases	  para	  el	  montaje	  de	  grandes	  aplicaciones.	  
Mejor	  Interpretación	  	  Al	  hacer	  la	  visualización	  de	  datos	  y	  de	  las	  interacciones	  de	  la	  IU	  en	  el	  tiempo	  del	  lado	  del	  cliente	  se	  gasta	  menos	  de	  espera	  para	  un	  servidor	  para	  responder.	  Esta	  descarga	  y	  manipulación	  del	  lado	  del	  cliente	  estado	  hace	  back-­‐ends	  más	  escalable	  y	  eficiente.	  Interacciones	  como	  el	   filtrado	  y	   la	  clasificación	  que	  ya	  no	  tienen	  ida	  y	  vuelta	  hasta	  el	  final	  con	  el	  servidor	  o	  base	  de	  datos.	  Esto	  hace	  que	  el	  software	  más	  ágil	  y	  más	  fácil	  de	  usar.	  	  
8.1.1.5.2. Arquitectura	  Flex	  	  La	  arquitectura	  del	  framework	  utiliza	  la	  orientación	  a	  objetos	  junto	  con	  una	  serie	  de	  patrones	  de	  diseño	  y	  buenas	  prácticas	  para	  ofrecernos	  un	  base	  realmente	  potente	  y	  extensible	  que	  añade,	  a	  la	  funcionalidad	  de	  base	  del	  player,	  una	  serie	  de	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servicios	  que	  facilitan	  enormemente	  la	  labor	  de	  un	  desarrollador	  de	  aplicaciones.	  El	   conocimiento	   a	   bajo	   nivel	   de	   este	   framework	   abre	   todo	   un	   nuevo	  mundo	   de	  posibilidades	  para	  el	  desarrollador	  Flex	  y	  es	  una	  de	  las	  grandes	  bazas	  a	  la	  hora	  de	  escoger	  Flex	  como	  nuestra	  tecnología	  de	  cliente	  debido	  a	  las	  infinitas	  posibilidades	  que	   nos	   aporta	   y	   que	   la	   hacen	   diferente	   de	   las	   alternativas	   actualmente	  disponibles.	  Empezaremos	   viendo	   la	   clase	  UIComponent	  (mx.core.UIComponent).	   Esta	  clase	   es	   la	   pieza	   base	   sobre	   la	   que	   se	   asienta	   la	   arquitectura	   de	   componentes	  visuales	  de	  Flex.	  	  	  
8.1.1.5.3. Jerarquía	  de	  clases	  del	  Flash	  Player	  	  En	  el	  siguiente	  gráfico	  se	  muestra	  esta	  linea	  jerárquica	  en	  la	  columna	  de	  la	  izquierda.	   Las	   cajas	   rojas	   representan	   clases	   abstractas	   no	   instanciables.	   A	   la	  derecha	   podeis	   ver	   algunas	   clases	   significativas	   que	   extienden	   la	   clase	   de	   la	  izquierda	  (apuntada	  por	  una	  flecha):	  	  
	  
Figura	  19	  Flex	  Display	  List 
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Es	   conveniente	   notar	   como	   se	   va	   añadiendo	   funcionalidad	   conforme	  avanzamos	   en	   la	   jerarquia	   (visibilidad,	   interactividad,	   composición	   de	   objetos	  visuales,etc…).	  Por	   ejemplo	  Shape	  es	   una	   clase	   que	   permite	   utilizar	   el	   API	   de	   dibujo	  deFlash.	  Un	  InteractiveObject	  (comoTextField	  o	  SimpleButton),	  añade	  interacción	  al	  objeto	   visual,	   como	   su	   propio	   nombre	   indica,	   mediante	   teclado	   o	   ratón.	  UnDisplayObjectContainer	  permite	   añadir	   o	   eliminar	   elementos	   al	   arbol	   de	  despliegue	   visual	   de	   los	   objetos	   (es	   en	   esta	   clase	   donde	   aparecen	   los	  famosos	  addChild(),	  addChildAt()	  yremoveChild()).	  Un	  Sprite	  es	  el	  bloque	  básico	  de	  construcción	  visual	  en	  la	  nueva	  arquitectura	  de	  Flash,	  mientras	  que	  la	  antigua	  base	  de	   construcción	   hasta	  Flash	   8,	   el	  MovieClip,	   es	   ahora	   una	   subclase	   de	  Sprite	  que	  añade	  la	  linea	  del	  tiempo.	  El	  motivo	  de	  este	  diseño	  es,	  básicamente,	  el	  hecho	  de	  que	  las	  aplicaciones	  no	  requieren	  el	  sobrepeso	  de	  esa	  funcionalidad	  de	  linea	  de	  tiempo	  que	  siempre	  arrastrabamos	  en	  versiones	  anteriores	  de	  Flash.	  Esta	  separación	  de	  funcionalidades,	  ayuda	  a	  mejorar	  el	  manejo	  de	  memoria	  y	   el	   rendimiento	   ya	   que	   podemos	   utilizar	   solo	   los	   objetos	   con	   la	   funcionalidad	  necesaria.	  Es	  decir,	  si	  solo	  queremos	  crear	  un	  rectangulo,	  la	  clase	  Shape	  tiene	  todo	  lo	   necesario.	   Si	   por	   el	   contrario	   necesito	   que	   sea	   interactivo,	   sería	   necesario	  utilizar	  la	  subclase	  de	  InteractiveObject.	  	  
8.1.1.6. Ventajas	  e	  inconvenientes	  	  Todos	   los	   frameworks	   descritos	   anteriormente	   permiten	   de	   forma	   ágil	   y	  rápida	  el	  desarrollo	  de	  aplicaciones.	  	  A	  continuación	  las	  ventajas	  e	  inconvenientes	  de	  utilizar	  cada	  uno	  de	  los	  frameworks.	  	  
Framework	   Ventajas	   Inconvenientes	  
Spring	  
• Bajo	  acoplamiento.	  
• Mantenibilidad.	  
• Extensibilidad.	  
• Reutilización.	  
• Facilidad	   para	   la	   realización	  
• Pequeño	  overhead.	  
• XML	  flooding.	  
• Curva	  de	  aprendizaje	  alta.	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de	  tests.	  
• Escalabilidad.	  
• Soporte	   a	   la	   integración	   con	  otros	   frameworks	   tanto	  Web	  como	  persistencia.	  
• Programación	   orientada	   a	  aspectos	  AOP.	  	  	  	  
Hibernate	  
• Permite	   a	   la	   aplicación	  
manipular	   los	   datos	   de	   la	  
BBDD	   operando	   sobre	  
objetos,	   con	   todas	   las	  
características	  de	  la	  POO.	  
• Genera	  las	  sentencias	  SQL	  y	  
libera	  al	  desarrollador	  del	  
manejo	  manual	  de	  los	  datos	  
• flexible	  en	  cuanto	  al	  
esquema	  de	  tablas	  utilizado	  
• Ofrece	  un	  lenguaje	  de	  
consulta	  de	  datos	  llamado	  HQL.	  
• Puede	  ser	  utilizado	  en	  
aplicaciones	  Java	  
independientes	  o	  en	  
aplicaciones	  Java	  JEE,	  
• Independiente	  al	  conector	  
de	  BBDD	  (MySQL,	  Oracle,	  
PostgreSQL,…)	  	  
• Se	  pierde	  el	  control	  
sobre	  la	  ejecución	  
de	  consultas	  a	  
BBDD. 
• Baja	  el	  rendimiento	  
en	  sistemas	  de	  más	  
de	  200	  usuarios	  
concurrentes. 
Maven	  
• Bajo	  coste	  de	  configuración	  y	  mantenimiento. • Curva	  de	  aprendizaje	  alta. 
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• Fácil	  integración	  de	  nuevas	  herramientas. 
• Simplifica	   y	   unifica	   los	  procesos	   de	   distribución,	  mantenimiento	   de	   la	  documentación,	  instalación,	  …	  
• Estructura	  de	  directorios	  predefinida. 
• Facilita	  la	  comprensión	  de	  los	  proyectos. 
• Integración	  con	  herramientas	  de	  integración	  continua	  y	  calidad	  de	  software. 
• Generación	  de	  informes:	  tests	  unitarios,	  site,	  javadoc,… 
• Configuración	  y	  integración	  con	  las	  herramientas	  de	  desarrollo. 
• Proyecto	  joven.	   
Struts2	  
• Independencia	  entre	  la	  vista	  y	  el	  core. 
• Implementa	  el	  patrón	  MVC. 
• Permite	  reducir	  el	  tiempo	  de	  desarrollo. 
• Integración	  con	  AJAX	  y	  frameworks	  de	  JavaScript. 
• Simplifica	  las	  tareas	  más	  comunes	  del	  desarrollo	  web. 
• Internacionalización. 
• Variables	  de	  configuración	  externalizadas. 
• Soporte	  multiplataforma	  e	  independencia	  de	  navegadores. 
• Mantenibilidad	  y	  extensibilidad. 
 
• Alto	  coste	  en	  la	  maquetación. 
• Alto	  coste	  de	  mantenimiento.	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Flex	  
• Facilidad	  para	  la	  creación	  de	  RIAs. 
• Aplicaciones	  modulares. 
• Rápida	  creación	  de	  aplicaciones	  Web,	  Desktop	  y	  móviles. 
• Bajo	  coste	  de	  desarrollo. 
• Bajo	  coste	  de	  maquetación. 
• Implementa	  el	  patrón	  MVC. 
• Se	  ejecuta	  bajo	  el	  Flash	  Player.	  
• Rendimiento.	  
	  
 
8.1.2. Sistemas	  Operativos	  
8.1.2.1. Android	  
8.1.2.1.1. ¿Qué	  es	  Android?	  	  
Android es un sistema operativo basado en Linux para dispositivos móviles, 
como teléfonos inteligentes y tablets. Fue desarrollado inicialmente por Android Inc., una firma 
comprada por Google en el 2005.6 Es el principal producto de la Open Handset Alliance, un 
conglomerado de fabricantes y desarrolladores de hardware, software y operadores de servicio.  
La estructura del sistema operativo Android se compone de aplicaciones que se 
ejecutan en un framework Java de aplicaciones orientadas a objetos sobre el núcleo de 
las bibliotecas de Java en una máquina virtual Dalvik con compilación en tiempo de ejecución. 
Las bibliotecas escritas en lenguaje C incluyen un administrador de interfaz gráfica (surface 
manager), un framework OpenCore, una base de datos relacional SQLite, una API gráfica 
OpenGL ES 2.0 3D, un motor de renderizado WebKit, un motor gráfico SGL, SSL y 
una biblioteca estándar de C Glibc. El sistema operativo está compuesto por 12 millones de 
líneas de código, incluyendo 3 millones de líneas de XML, 2,8 millones de líneas de lenguaje C, 
2,1 millones de líneas de Java y 1,75 millones de líneas de C++. 
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8.1.2.1.2. Arquitectura	  Android	  	  
Los componentes principales del sistema operativo Android: 
§ Aplicaciones: las aplicaciones base incluyen un cliente de correo electrónico, programa 
de SMS, calendario, mapas, navegador, contactos y otros. Todas las aplicaciones están 
escritas en lenguaje de programación Java. 
§ Marco de trabajo de aplicaciones: los desarrolladores tienen acceso completo a los 
mismos APIs del framework usados por las aplicaciones base. La arquitectura está 
diseñada para simplificar la reutilización de componentes; cualquier aplicación puede 
publicar sus capacidades y cualquier otra aplicación puede luego hacer uso de esas 
capacidades (sujeto a reglas de seguridad del framework).  
§ Bibliotecas: Android incluye un conjunto de bibliotecas de C/C++ usadas por varios 
componentes del sistema. Estas características se exponen a los desarrolladores a través 
del marco de trabajo de aplicaciones de Android; algunas son: System C library 
(implementación biblioteca C estándar), bibliotecas de medios, bibliotecas de gráficos, 3D y 
SQLite, entre otras. 
§ Runtime de Android: Android incluye un set de bibliotecas base que proporcionan la 
mayor parte de las funciones disponibles en las bibliotecas base del lenguaje Java. Cada 
aplicación Android corre su propio proceso, con su propia instancia de la máquina virtual 
Dalvik. Dalvik ha sido escrito de forma que un dispositivo puede correr múltiples máquinas 
virtuales de forma eficiente. Dalvik ejecuta archivos en el formato Dalvik Executable (.dex), 
el cual está optimizado para memoria mínima. La Máquina Virtual está basada en registros 
y corre clases compiladas por el compilador de Java que han sido transformadas al formato 
.dex por la herramienta incluida "dx". 
§ Núcleo Linux: Android depende de Linux para los servicios base del sistema como 
seguridad, gestión de memoria, gestión de procesos, pila de red y modelo de 
controladores. El núcleo también actúa como una capa de abstracción entre el hardware y 
el resto de la pila de software. 
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Figura	  20	  Arquitectura	  Android 
 
 
8.1.2.1.3. Componentes	  fundamentales	  	  
8.1.2.1.3.1. Activity	  Las	  actividades	  (activities)	   representan	   el	   componente	   principal	   de	   la	  interfaz	  gráfica	  de	  una	  aplicación	  Android.	  Se	  puede	  pensar	  en	  una	  actividad	  como	  el	  elemento	  análogo	  a	  una	  ventana	  en	  cualquier	  otro	  lenguaje	  visual.	  	  
8.1.2.1.3.2. View	  Los	   objetos	  view	  son	   los	   componentes	   básicos	   con	   los	   que	   se	   construye	   la	  interfaz	  gráfica	  de	  la	  aplicación,	  análogo	  por	  ejemplo	  a	  los	  controles	  de	  Java	  o	  .NET.	  De	   inicio,	   Android	   pone	   a	   nuestra	   disposición	   una	   gran	   cantidad	   de	   controles	  básicos,	   como	   cuadros	  de	   texto,	   botones,	   listas	   desplegables	   o	   imágenes,	   aunque	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también	   existe	   la	   posibilidad	   de	   extender	   la	   funcionalidad	   de	   estos	   controles	  básicos	  o	  crear	  nuestros	  propios	  controles	  personalizados.	  	  
8.1.2.1.3.3. Service	  Los	  servicios	  son	   componentes	   sin	   interfaz	   gráfica	   que	   se	   ejecutan	   en	  segundo	  plano.	  En	  concepto,	  son	  exactamente	  iguales	  a	  los	  servicios	  presentes	  en	  cualquier	  otro	   sistema	  operativo.	  Los	   servicios	  pueden	   realizar	   cualquier	   tipo	  de	  acciones,	   por	   ejemplo	   actualizar	   datos,	   lanzar	   notificaciones,	   o	   incluso	   mostrar	  elementos	  visuales	  (activities)	  si	  se	  necesita	  en	  algún	  momento	  la	  interacción	  con	  del	  usuario.	  	  
8.1.2.1.3.4. Content	  Provider	  Un	  content	   provider	  es	   el	   mecanismo	   que	   se	   ha	   definido	   en	   Android	   para	  compartir	   datos	   entre	   aplicaciones.	   Mediante	   estos	   componentes	   es	   posible	  compartir	  determinados	  datos	  de	  nuestra	  aplicación	  sin	  mostrar	  detalles	  sobre	  su	  almacenamiento	  interno,	  su	  estructura,	  o	  su	  implementación.	  De	  la	  misma	  forma,	  nuestra	   aplicación	   podrá	   acceder	   a	   los	   datos	   de	   otra	   a	   través	   de	   los	  content	  
provider	  que	  se	  hayan	  definido.	  	  
8.1.2.1.3.5. Broadcast	  Receiver	  Un	  broadcast	  receiver	  es	  un	  componente	  destinado	  a	  detectar	  y	   reaccionar	  ante	   determinados	   mensajes	   o	   eventos	   globales	   generados	   por	   el	   sistema	  	   (por	  ejemplo:	   “Batería	   baja”,	   “SMS	   recibido”,	   “Tarjeta	   SD	   insertada”,	   …)	   o	   por	   otras	  aplicaciones	   (cualquier	   aplicación	   puede	   generar	   mensajes	   (intents,	   en	  terminología	  Android)	  broadcast,	  es	  decir,	  no	  dirigidos	  a	  una	  aplicación	  concreta	  sino	  a	  cualquiera	  que	  quiera	  escucharlo).	  
8.1.2.1.3.6. Widget	  Los	  widgets	  son	  elementos	  visuales,	  normalmente	  interactivos,	  que	  pueden	  mostrarse	  en	  la	  pantalla	  principal	  (home	  screen)	  del	  dispositivo	  Android	  y	  recibir	  actualizaciones	   periódicas.	   Permiten	   mostrar	   información	   de	   la	   aplicación	   al	  usuario	  directamente	  sobre	  la	  pantalla	  principal.	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8.1.2.1.3.7. Intent	  Un	  intent	  es	   el	   elemento	   básico	   de	   comunicación	   entre	   los	   distintos	  componentes	   Android	   que	   hemos	   descrito	   anteriormente.	   Se	   pueden	   entender	  como	   los	  mensajes	  o	  peticiones	  que	   son	   enviados	   entre	   los	   distintos	   componentes	  de	   una	   aplicación	   o	   entre	   distintas	   aplicaciones.	   Mediante	   un	  intent	  se	   puede	  mostrar	   una	  actividad	  desde	   cualquier	   otra,	   iniciar	   un	   servicio,	   enviar	   un	  mensaje	  broadcast,	  iniciar	  otra	  aplicación,	  etc.	  	  
8.1.2.2. WebOs	  	  
8.1.2.2.1. ¿Qué	  es	  Palm	  WebOS?	  	  Palm	  webOS	  es	  el	  próximo	  sistema	  operativo	  de	  Palm	  generación.	  Diseñado	  alrededor	  de	  una	  experiencia	  de	  usuario	  increíblemente	  rápido	  y	  optimizado	  para	  el	  usuario	  multitarea,	  webOS	   integra	   la	  potencia	  de	  un	  sistema	  operativo	  basado	  en	   Windows	   con	   la	   sencillez	   de	   un	   navegador.	  Las	   aplicaciones	   se	   construyen	  utilizando	  tecnologías	  web	  estándar,	  pero	  tienen	  acceso	  a	  los	  servicios	  basados	  en	  dispositivos	  y	  datos.	  Palm	  webOS	  está	  diseñado	  para	  ejecutarse	  en	  una	  variedad	  de	  equipos	  con	  diferentes	  tamaños	  de	  pantalla,	  resoluciones	  y	  orientaciones,	  con	  o	  sin	  teclados	  y	  funciona	  mejor	   con	  una	  pantalla	   táctil,	   aunque	  no	   requiere	  una.	  Debido	   a	   que	   la	  interfaz	   de	   usuario	   y	   el	   modelo	   de	   solicitud	   se	   construyen	   alrededor	   de	   un	  navegador	   web,	   la	   gama	   de	   plataformas	   de	   hardware	   adecuadas	   es	   bastante	  amplio,	   que	   requiere	   sólo	   una	   CPU,	   algo	   de	   memoria,	   una	   conexión	   de	   datos	  inalámbrica,	  una	  pantalla,	  y	  un	  medio	  para	  interactuar	  con	  la	  interfaz	  de	  usuario	  e	  ingresar	  texto.	  Las	  aplicaciones	  de	  webOS	  son	  aplicaciones	  nativas,	  pero	  diseñado	  con	  los	  mismos	   estándares	   HTML,	   CSS	   y	   JavaScript	   que	   tendrá	   que	   utilizar	   para	  desarrollar	  aplicaciones	  web.	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8.1.2.2.2. Modelo	  de	  aplicaciones	  	  
	  
Figura	  21	  Arquitectura	  WebOS 	  Como	  se	  muestra	  en	   la	  Figura,	  el	   sistema	  operativo	  original	  de	  Palm	  tiene	  un	   modelo	   típico	   de	   aplicación	   nativa,	   al	   igual	   que	   muchos	   de	   los	   sistemas	  operativos	  móviles	  más	  comunes.	  Bajo	  este	  modelo	  de	  la	  aplicación	  de	  datos,	  lógica	  e	   interfaz	  de	  usuario	  se	   integran	  dentro	  de	  un	  ejecutable	   instalado	  en	  el	   sistema	  operativo	   nativo,	   con	   acceso	   directo	   a	   los	   servicios	   del	   sistema	   operativo	   y	   los	  datos.	   El	   modelo	   de	   aplicación	   webOS	   combina	   la	   facilidad	   de	   desarrollo	   y	  mantenimiento	   de	   una	   aplicación	   web	   con	   la	   profunda	   integración	   con	   las	  aplicaciones	  nativas	  disponibles,	  avanzar	  de	  manera	  significativa	  la	  experiencia	  del	  usuario	  móvil,	  mientras	  se	  mantiene	  simple	  desarrollo	  de	  aplicaciones. 
 
8.1.2.2.3. WebOS	  y	  S.O	  	  A	   través	   del	   framework	   de	   aplicaciones	   de	   Palm,	   las	   aplicaciones	   pueden	  incrustar	   widgets	   de	   interfaz	   de	   usuario	   con	   la	   edición	   de	   sofisticados	   de	  navegación	  y	   las	   funciones	  de	  visualización,	   lo	  que	  permite	   interfaces	  de	  usuario	  sofisticadas.	  El	   marco	   framework	   también	   el	   control	   de	   eventos,	   servicios	   de	  notificación	   y	   un	   modelo	   de	   multi-­‐tarea.	  Las	   aplicaciones	   pueden	   ejecutarse	   en	  segundo	   plano,	   la	   gestión	   de	   datos,	   eventos	   y	   servicios	   detrás	   de	   las	   escenas	  mientras	  realiza	  el	  usuario	  cuando	  sea	  necesario.	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Puede	  crear	  y	  administrar	  sus	  propios	  datos	  persistentes	  con	  funciones	  de	  almacenamiento	   HTML5,	   y	   se	   puede	   acceder	   a	   los	   datos	   de	   algunas	   de	   las	  principales	  aplicaciones	  de	  webOS,	  como	  contactos	  y	  calendario.	  	  Arquitectónicamente,	  Palm	  webOS	  es	  un	  sistema	  operativo	  Linux	  embebido	  que	  aloja	  una	  costumbre	  de	  interfaz	  de	  usuario	  (IU)	  el	  Administrador	  del	  sistema	  basado	   en	   la	   tecnología	   estándar	   del	   navegador.	  El	   Administrador	   del	   sistema	  proporciona	   una	   gama	   completa	   de	   la	   interfaz	   de	   usuario	   del	   sistema	  características	   que	   incluyen:	   navegación,	   inicio	   de	   aplicaciones	   y	   la	   gestión	   del	  ciclo	   de	   vida,	   gestión	   de	   eventos	   y	   notificaciones,	   el	   estado	   del	   sistema,	   las	  búsquedas	  locales	  y	  web,	  y	  la	  aplicación	  de	  representación	  en	  HTML	  /	  CSS	  /	  código	  JavaScript.	  Más	   allá	   del	   sistema	   operativo,	   webOS	   incluye	   una	   serie	   de	   aplicaciones	  básicas:	   contactos,	   calendario,	   tareas,	   notas,	   teléfono,	   correo	   electrónico,	  navegador	   y	   mensajería.	  Otras	   aplicaciones	   están	   incluidas	   en	   la	   versión	   inicial,	  como	   una	   cámara,	   visor	   de	   fotos,	   audio	   y	   reproductor	   de	   vídeo	   y	   aplicación	   de	  mapas,	   pero	   el	   conjunto	   de	   la	   plena	   aplicación	   para	   un	   dispositivo	  webOS	   dado	  variará	  dependiendo	  de	  la	  configuración	  del	  modelo	  y	  el	  transportista.	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8.1.2.3. Ventajas	  e	  inconvenientes	  	  A	   continuación	   describimos	   las	   ventajas	   e	   inconvenientes	   de	   los	   sistemas	  operativos	  descritos	  anteriormente.	  	  
Sistema	  Operativo	   Ventajas	   Inconvenientes	  
Android	  
• Sistema	  operativo	  basado	  en	  Linux.	  
• Ligero	  
• Eficiente	  
• Rápido	  y	  permite	  aplicaciones	  escalables	  
• Gran	  comunidad	  de	  desarrolladores.	  	  
• Sistema	  joven.	  
• Última	  versión	  estable.	  
WebOs	  
• 	  Sistema	  ligero	  y	  eficiente	  basado	  en	  Unix.	  
• Acceso	  fácil	  a	  todos	  los	  servicios	  del	  dispositivo.	  
• Basado	  en	  la	  Web.	  
• Incluye	  servicios	  de	  notificación	  y	  un	  modelo	  multi-­‐tarea.	  
• Las	  aplicaciones	  pueden	  ejecutarse	  en	  segundo	  plano.	  
• Sistema	  joven.	  
• Pequeña	  comunidad	  de desarrolladores. 
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8.1.3. Programación	  de	  dispositivos	  móviles	  
8.1.3.1. Mojo	  Framework	  	  Una	  aplicación	  webOS	  es	  similar	  a	  una	  aplicación	  web	  basada	  en	  el	  estándar	  HTML,	   CSS	   y	   JavaScript,	   pero	   el	   ciclo	   de	   vida	   de	   aplicación	   es	   diferente.	  Las	  aplicaciones	  se	  ejecutan	  en	  el	  Administrador	  de	  la	  interfaz	  de	  usuario	  del	  sistema,	  un	   tiempo	   de	   ejecución	   de	   aplicaciones	   basadas	   en	   tecnología	   estándar	   del	  navegador,	  para	  hacer	  la	  presentación,	  asistir	  a	  los	  eventos,	  y	  manejar	  JavaScript.	  Las	  API	  de	  webOS	  se	  entregan	  como	  un	  marco	  de	  JavaScript,	  llamado	  mojo,	  que	  soporta	  las	  funciones	  comunes	  a	  nivel	  de	  aplicaciones,	  widgets	  de	  interfaz	  de	  usuario,	  el	  acceso	  a	   la	   incorporada	  en	   las	  aplicaciones	  y	  sus	  datos,	  y	  servicios	  de	  origen.	  Para	   crear	   aplicaciones	   de	   webOS	   con	   todas	   las	   funciones,	   muchos	  desarrolladores	  también	  HTML5	  aprovechar	  las	  características	  tales	  como	  el	  vídeo	  /	  audio	  y	  etiquetado	  de	  las	  funciones	  de	  base	  de	  datos.	  Aunque	  no	  es	  formalmente	  parte	  del	  marco,	  el	  marco	  Prototype	  JavaScript	  está	  incluido	  con	  Mojo	  para	  ayudar	  con	   el	   registro	   de	   eventos	   y	   manejo	   de	   DOM,	   entre	   muchas	   otras	   grandes	  características.	  El	   framework	   proporciona	   una	   estructura	   específica	   para	   aplicaciones	   de	  seguimiento	   basado	   en	   el	   Model-­‐View-­‐Controller	   (MVC)	   de	   arquitectura.	  Esto	  permite	   una	   mejor	   separación	   de	   la	   lógica	   de	   negocio,	   datos,	   y	   presentación.	  Siguiendo	   las	   convenciones	   reduce	   la	   complejidad,	   cada	   componente	   de	   una	  aplicación	  tiene	  un	  formato	  definido	  y	  el	  lugar	  que	  el	  marco	  sabe	  cómo	  manejar	  de	  forma	  predeterminada.	  	  
8.1.3.1.1. Estructura	  de	  una	  aplicación	  	  Fuera	   de	   las	   aplicaciones	   incorporadas,	   las	   aplicaciones	   de	   webOS	   se	  implementan	   a	   través	   de	   Internet.	  Se	   pueden	   encontrar	   en	   el	   catálogo	   de	   la	  aplicación	  de	  Palm,	  el	  servicio	  de	  distribución	  de	  la	  aplicación,	  integrada	  en	  todos	  los	   dispositivos	   de	   webOS	   y	   disponible	   para	   todos	   los	   desarrolladores	  registrados.	  Las	  etapas	  del	  ciclo	  de	  vida	  básico	  se	  ilustra	  en	  la	  siguiente	  figura.	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Figura	  22	  Mojo	  Dashboard	  View 
 
8.1.3.1.2. Arquitectura	  	  El	  Palm	  webOS	  está	  basada	  en	  el	  kernel	  2.6	  de	  Linux,	  con	  una	  combinación	  de	  componentes	  de	  código	  abierto	  y	  Palm	  proporcionar	  servicios	  a	  los	  usuarios	  del	  espacio,	  conocido	  como	  el	  sistema	  operativo	  base.	  Los	   usuarios	   interactúan	   con	   las	   diferentes	   aplicaciones	   y	   la	   interfaz	   de	  usuario	  El	  administrador	  del	  sistema,	  que	  es	  responsable	  de	  la	  interfaz	  de	  usuario	  del	   sistema.	  Colectivamente,	   esto	   se	   conoce	   como	   el	   entorno	   de	   aplicación.	  	   La	  siguiente	  figura	  muestra	  es	  esquema	  de	  la	  arquitectura	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Figura	  23	  Arquitectura	  Mojo 	  	  
8.1.3.2. J2Me	  	  
8.1.3.2.1. ¿Qué	  es	  J2Me?	  	  Las	   tecnologías	  J2ME	  contienen	   un	   JRE	   altamente	   optimizado,	  especialmente	  desarrollado	  para	  el	  mercado	  de	  gran	  consumo,	  abarcan	  una	  amplia	  gama	   de	   aparatos	   de	   tamaño	   muy	   reducido	   y	   permiten	   ejecutar	   programas	   de	  seguridad,	   conectividad	   y	   utilidades	   en	   tarjetas	   inteligentes,	   buscapersonas,	  sintonizadores	   de	   TV	   y	   otros	   pequeños	   electrodomésticos.	  Las	   tecnologías	   J2ME	  representan	  únicamente	  una	  parte	  de	   la	  gama	  de	  productos	  de	  software	  de	   Java.	  Las	   plataformas	   Java	   relacionadas	   son	   la	   Plataforma	   Java	   2,	   Edición	   estándar	  (plataforma	   J2SE)	   y	   la	  Plataforma	   Java	  2,	   Edición	   empresa	   (plataforma	   J2EE).	   La	  tecnología	   Java	   ofrece,	   asimismo,	   métodos	   de	   creación	   de	   servicios	   Web,	  transferencia	   de	   información	   XML,	   numerosos	   protocolos	   de	   red,	   kits	   de	  herramientas	  y	  la	  aplicación	  Java	  Web	  Start.	  	  	  
8.1.3.2.2. Componentes	  	  Por	   	  un	   lado	   tenemos	  una	  serie	  de	  máquinas	  virtuales	   Java	  con	  diferentes	  requisitos,	   cada	   una	   para	   diferentes	   tipos	   de	   pequeños	   dispositivos.	  Configuraciones,	  que	  son	  	  un	  conjunto	  de	  clases	  básicas	  orientadas	  a	  conformar	  el	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corazón	  de	  las	  implementaciones	  	  para	  	  dispositivos	  de	  características	  	  específicas.	  Existen	  2	  	  configuraciones	  definidas	  en	  J2ME:	  	  	  
• Connected	   Limited	   Device	   	   Configuration	   	   (CLDC)	   enfocada	   a	  	  dispositivos	   con	   	   restricciones	   de	   procesamiento	   y	   memoria,	   y	  Connected	  	  Device	  
• Configuration	  (CDC)	  enfocada	  a	  dispositivos	  con	  más	  recursos.	  	  	  Perfiles,	   que	   	   son	   unas	   bibliotecas	   Java	   de	   clases	   específicas	   orientadas	   a	  implementar	   funcionalidades	   de	   	   más	   alto	   nivel	   para	   familias	   específicas	   de	  dispositivos.	  Un	  entorno	  de	  ejecución	  	  determinado	  de	  J2ME	  se	  compone	  entonces	  	  de	  una	  selección	  de:	  	  	  
• Máquina	  virtual.	  
• Configuración.	  
• Perfil.	  	  
• Paquetes	  Opcionales.	  	  
8.1.3.2.3. Arquitectura	  	  Una	   máquina	   virtual	   de	   Java	   (JVM)	   es	   	   un	   programa	   encargado	   de	  interpretar	  código	  intermedio	  (bytecode)	  de	   los	  programas	  Java	  precompilados	  a	  código	  máquina	  ejecutable	  por	  la	  plataforma,	  efectuar	  las	  	  llamadas	  pertinentes	  al	  sistema	  operativo	  subyacente	  y	  observar	   las	   reglas	  de	  seguridad	  y	   corrección	  de	  código	   definidas	   para	   el	   lenguaje	   Java.	   De	   esta	   forma,	   la	   JVM	   proporciona	   al	  programa	   Java	   independencia	   de	   la	   plataforma	   con	   respecto	   al	   hardware	   	   y	   al	  sistema	  	  operativo	  subyacente.	  Las	  implementaciones	  tradicionales	  de	  	  JVM	  son,	  en	  general,	   muy	   pesadas	   en	   cuanto	   a	   memoria	   ocupada	   y	   requerimientos	  computacionales.	   J2ME	  define	   varias	   JVMs	   de	   referencia	   adecuadas	   al	   ámbito	   de	  los	   dispositivos	   electrónicos	   	   que,	   en	   algunos	   casos,	   suprimen	   algunas	  características	  con	  el	  fin	  de	  	  obtener	  	  una	  implementación	  menos	  exigente.	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8.1.3.3. Osgi	  	  
8.1.3.3.1. ¿Qué	  es	  OSGI?	  	  
OSGI	   (Open	   Services	   Gateway	   Initiative),	   podríamos	   definirlo	   como	   un	  sistema	   (o	   framework)	   modular	   para	   Java	   que	   establece	   las	   formas	   de	   crear	  módulos	  y	   la	  manera	  en	  que	  estos	   interactuaran	  entre	  sí	  en	  tiempo	  de	  ejecución.	  OSGI	   intenta	   solventar	   los	  problemas	  del	   tradicional	   "classloader"	  de	   la	  máquina	  virtual	   y	   de	   los	   servidores	   de	   aplicaciones	   Java.	   En	   OSGI,	   cada	   módulo	   tiene	   su	  propio	  classpath	  separado	  del	  resto	  de	  classpath	  de	  los	  demás	  módulos.	  Este	   framework	  proporciona	  a	   los	  desarrolladores	  un	  entorno	  orientado	  a	  servicios	  y	  basado	  en	  componentes,	  ofreciendo	  estándares	  para	  manejar	  los	  ciclos	  de	  vida	  del	  software.	  	  
8.1.3.3.2. Arquitectura	  	  
La arquitectura OSGI se divide en capas, tal y como se representan en la 
siguiente figura. 
 
	  
Figura	  24	  Arquitectura	  Osgi	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   OSGI	   fue	   creado	   en	   Marzo	   de	   1999,	   su	   objetivo	   es	   definir	   las	  especificaciones	   abiertas	   de	   software	   que	   permitan	   diseñar	   plataformas	  compatibles	   que	   puedan	   proporcionar	   múltiples	   servicios.	   Fue	   pensado	  principalmente	  para	  su	  aplicación	  en	  redes	  domésticas,	  con	  clara	  orientación	  a	  ser	  introducido	  en	  pequeños	  y	  grandes	  dispositivos	  como	  por	  ejemplo,	  set-­‐top	  boxes,	  cable	  módems,	  electrodomésticos,	  PCs,	  coches,	  teléfonos	  móviles	  ..	  La	  OSGi	  Alliance	  es	  un	  consorcio	  de	  empresas	  tecnológicas	  a	  nivel	  mundial	  que	  trata	  de	  asegurar	   la	   interoperabilidad	  de	  las	  aplicaciones	  y	  servicios	  basados	  en	   esta	   plataforma	   Entre	   las	   empresas	   que	   componen	   este	   consorcio,	   podemos	  encontrar	   compañías	   de	   diversa	   índole:	   automoción,	   aeronáutica,	   fabricantes	   de	  electrodomésticos,	   telecomunicaciones,	   fabricantes	   de	   teléfonos...	   Algunos	  ejemplos	  de	  miembros:	  Motorola,	  Nokia,	  Mitsubishi	  Electric	  Corporation,	  Vodafone	  Group	  Services,	  LinkedIn,	  LG	  Electronics...	  La	   alianza	   proporciona	   las	   especificaciones,	   las	   implementaciones	   de	  referencia,	  las	  suites	  de	  prueba	  y	  la	  certificación.	  	  
8.1.3.4. Ventajas	  e	  inconvenientes	  	  A	   continuación	   las	   ventajas	   en	   inconvenientes	   de	   los	   lenguajes	   y	  plataformas	  de	  desarrollo	  móvil	  descritos	  anteriormente.	  	  
Sistema	  Operativo	   Ventajas	   Inconvenientes	  
Mojo	  
• Integración	  nativa	  con	  WebOS.	  
• Bajo	  coste	  de	  desarrollo.	  
• Eficiencia.	  
• Integración	  con	  todos	  los	  servicios	  ofrecidos	  por	  el	  dispositivo	  móvil.	  
• Aplicaciones	  basadas	  en	  HTML,	  JavaScript	  y	  CSS. 
• Documentación	  reducida.	  
• Tests	  de	  las	  aplicaciones.	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J2Me	  
• 	  Lenguaje	  ligero.	  
• Fácil	  aprendizaje.	  
• Desarrollo	  rápido	  
• Dependencia	  de	  la	  JVM	  en	  los	  dispositivos. 
• Integración	  con	  sistemas	  externos,	  GPS,	  Bluetooth,…	  
• Integración	  con	  servicios	  externos:	  Twiteer,	  Facebook,… 
Osgi	  
• Independencia	  y	  multiplataforma.	  
• Multi-­‐modular	  y	  eficiente.	  	  
• Integración	  con	  dispositivos.	  
• Alto	  coste	  de	  desarrollo.	  
• Software	  propietario.	  	  
Android	  
• Desarrollo	  rápido	  de	  aplicaciones.	  
• Lenguaje	  basado	  en	  Java.	  
• Integración	  nativa	  con	  Android.	  
• Acceso	  a	  todos	  los	  servicios	  del	  dispositivo.	  
• Eficiencia	  y	  mantenibilidad	  de	  las	  aplicaciones.	  
• Android	  Market.	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8.2. Integración	  de	  componentes	  	  El	   sistema	   diseñado	   está	   compuesto	   por	   diferente	   componentes	   y	   cada	  componente	  es	  responsable	  de	  una	  capa	  de	  arquitectura,	  por	  encima	  de	  todos	  los	  componentes	  el	   framework	  de	  Spring	  gestiona	   la	   inyección	  de	  dependencias	  y	   la	  inversión	  de	  control.	  La	  siguiente	  tabla	  muestra	  por	  cada	  capa	  los	  frameworks	  utilizados.	  	  
INTEGRACIÓN 
Capa Framework 
Datos Hibernate 
Servicios Spring 
Presentación Flex / Android 
Dependencias Maven 	  	  
8.2.1. Configuración	  de	  Proyectos	  	  La	  configuración	  de	  los	  proyectos	  se	  gestiona	  mediante	  Maven,	  en	  la	  fase	  de	  desarrollo	  el	  proyecto	  está	  compuesto	  por	  tres	  proyectos:	  	  
• CollaborativeEnterpriseProject -data-acces: proyecto de persistencia, 
contiene los DAOS y las entidades de negocio.  
• CollaborativeEnterpriseProject -services: proyecto de servicios contiene los 
servicios expuestos a la capa de presentación. 
• CollaborativeEnterpriseProject-web: configuración del proxy y listener de 
los servicios expuestos a la capa de presentación. 	  La	  gestión	  de	  dependencias	  entre	  proyectos	  se	  realiza	  mediante	  el	  POM	  de	  configuración.	  A	  continuación	  se	  muestra	  la	  configuración.	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 Como	   podemos	   observar	   el	   proyecto	   pfc	   está	   compuesto	   por	   los	   tres	  módulos	  descritos	  anteriormente.	  	  
8.2.2. Proyecto	  persistencia	  	  El	  proyecto	  de	  persistencia	  contiene	  la	  implementación	  de	  acceso	  a	  base	  de	  datos	   y	   la	   configuración	  de	   los	  DAO.	  Como	   se	  ha	  descrito	   en	   el	   capítulo	   anterior	  tenemos	  el	  GenericDAO	  y	  HibernateGenericDAO	  que	  son	  las	  clases	  responsables	  de	  interactuar	  con	  la	  API	  de	  Hibernate	  y	  abstraer	  la	  configuración	  de	  BBDD.	  En	  primer	  lugar	  el	  GenericDAO,	  que	  define	  los	  métodos	  que	  todos	  los	  DAO	  van	   a	   tener	   implementadas	   por	   defecto	   y	   que	   se	   abstraen	   en	   el	  HibernateGenericDAO.	  
<project xmlns="http://maven.apache.org/POM/4.0.0" 
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
    xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 
http://maven.apache.org/maven-v4_0_0.xsd"> 
    <modelVersion>4.0.0</modelVersion> 
    <groupId>com.pfc</groupId> 
    <artifactId>	  CollaborativeEnterpriseProject</artifactId> 
    <packaging>pom</packaging> 
    <name> CollaborativeEnterpriseProject</name> 
    <version>0.0.1-SNAPSHOT</version> 
    <description>Parent project</description> 
    	  	  
    <modules> 
<module>CollaborativeEnterpriseProject-data-
acces</module> 
        <module> CollaborativeEnterpriseProject-
service</module> 
        <module> CollaborativeEnterpriseProject-
web</module> 
    </modules> 
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  A	   continuación	   tenemos	   la	   implementación	   de	   estos	   métodos	   en	   el	  HibernateGenericDAO,	   donde	   se	   implementan	   estos	   métodos	   y	   gestiona	   las	  transacciones	   a	   BBDD	   mediante	   el	   HibernateTemplateDAO	   que	   ofrece	   Spring.	  Además	   tenemos	   inyectado	   un	   SessionFactory,	   que	   es	   un	   objeto	   que	   estará	  presente	   en	   todo	   momento	   en	   	   nuestra	   aplicación	   i	   nos	   servirá	   para	   obtener	  objetos	  Session.	  Las	  Session	  permiten	  acceder	  a	  la	  Base	  de	  datos.	  
public interface GenericDAO<T,ID extends Serializable> { 
    /** 
     * <p> 
     * Retrieves a T by its unique ID 
     * </p> 
     *  
     * @param ID 
     *            The ID 
     * @return the selected T if it exists, otherwise 
     *         <code>NoSuchElementException</code> is 
thrown. 
     * @throws IllegalArgumentException 
     *             if ID is null 
     * @throws NoSuchElementException 
     *             if there's no <code>T</code> for that ID 
     * @throws DataAccessException 
     *             if the database finds any problem 
     */ 
     
    T findById(ID id); 
     
    List<T> findAll(); 
     
    void delete(T t); 
     
    void save(T t); 
     
    void update(T t); 
 
     
}	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public abstract class HibernateGenericDAO<T, E extends 
Serializable> extends HibernateDaoSupport implements 
        GenericDAO<T, E> { 
 
    private Class<T> persistentClass; 
     
  
    @Resource 
    private SessionFactory sessionFactory; 
     
     
  
    public HibernateGenericDAO(){ 
        super(); 
        this.persistentClass = (Class<T>) 
((ParameterizedType) getClass() 
                
.getGenericSuperclass()).getActualTypeArguments()[0]; 
 
    } 
     
    @Override 
    public HibernateTemplate 
createHibernateTemplate(SessionFactory sessionFactory){ 
         
        return  
super.createHibernateTemplate(sessionFactory); 
    } 
 
    public Class<T> getPersistentClass() { 
        return persistentClass; 
    } 
 
    public List<T> findAll() throws DataAccessException { 
        return findByCriteria(); 
    } 
 
 …	  	  }	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  Finalmente,	   una	   vez	   definida	   la	   estructura	   de	   acceso	   a	   datos	   la	  configuración	   de	   todos	   los	   DAO	   de	   la	   aplicación	   extienden	   de	  HibernateGenericDAO	   e	   implementan	  GenericDAO.	   A	   continuación	  mostramos	   el	  ClienteDAO	  que	  gestiona	  las	  operaciones	  sobre	  los	  clientes.	  
	  Esta	   configuración	   es	   global	   para	   todas	   las	   clases	   del	   sistema	   que	  interaccionan	  con	   la	  BBDD.	  Finalmente,	  necesitamos	  publicar	   la	  configuración	  de	  todos	   los	   DAO	   y	   el	   DataSource	   para	   los	   servicios	   y	   ser	   utilizados	   por	   toda	   la	  aplicación.	  
	  
@Repository(value="clientDao") 
public class ClientDaoImpl extends 
HibernateGenericDAO<Client, Integer> 
        implements ClientDao { 
 
    @Override 
    public List<Client> searchClient(String key) { 
        final String searchKey = "%" 
                + (key.replace(" ", "%")).replace('*', '%') + 
"%"; 
        final Criterion ilikeName = Restrictions.ilike("name", 
 searchKey); 
        final Criterion ilikeCode = Restrictions.ilike("code",  
searchKey); 
        final Criterion or = Restrictions.or(ilikeName,  
ilikeCode); 
        return findByCriteria(or); 
    } 
 
}	  
    <!-- DAOs --> 
    <import resource="classpath*:data-access-ctx.xml" /> 
 
    <bean id="dataSource"  
class="org.apache.commons.dbcp.BasicDataSource" 
        destroy-method="close"/> 
         
        <property name="url" 
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8.2.3. Proyecto	  servicios	  	  El	  proyecto	  de	  servicios	  es	  el	  intermediario	  entre	  la	  capa	  de	  persistencia	  y	  la	   presentación,	   igualmente	   que	   en	   el	   caso	   anterior	   se	   ha	   definido	   una	   interfaz	  genérica	  SimpleService	  que	  contiene	  todos	   los	  métodos	  CRUD	  que	  se	  heredan	  de	  forma	  automática	  en	  todos	  los	  servicios.	  
	  Esta	   clase	   utiliza	   generics	   para	   la	   implementación,	   es	   decir,	   únicamente	  tenemos	   que	   informar	   del	   DAO	   y	   la	   entidad	   de	   persistencia.	   De	   esta	   forma,	  
public abstract class SimpleService<T, ID extends 
Serializable> implements 
        Service<T, ID> { 
 
    protected GenericDAO<T, ID> dao; 
 
    @Override 
    public void save(T t) { 
        dao.save(t); 
 
    } 
 
    @Override 
    public T findById(ID id) { 
        return dao.findById(id); 
    } 
 
    @Override 
    public List<T> list() { 
        return dao.findAll(); 
    } 
 
    @Override 
    public void update(T t) { 
        dao.update(t); 
    } 
 
    @Override 
    public void delete(T t) { 
        dao.delete(t); 
    } 
}	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mediante	   los	   métodos	   genéricos	   de	   clase	   GenericDAO	   re	   realizan	   todas	   las	  actualizaciones	  sobre	  la	  BBDD.	  A	  continuación	  mostraremos	  la	  configuración	  básica	  de	  un	  servicio.	  	  
	  En	   la	   implementación	   de	   los	   servicios	   podemos	   destacar	   los	   siguientes	  elementos:	  	  
• @Service:	  etiqueta	  que	  identifica	  el	  servicio	  de	  forma	  única	  dentro	  del	  sistema. 
@Service(value = "orderService") 
@RemotingDestination(channels = ("my-amf")) 
public class OrderServiceImpl extends SimpleService<Order, 
Integer> implements 
        OrderService { 
 
    @Resource 
    private ClientDao clientDao; 
 
    @Resource 
    private ProductDao productDao; 
 
    @Resource 
    OrderDao orderDao; 
 
    @PostConstruct 
    public void initialize() { 
        this.dao = orderDao; 
    } 
 
    @Override 
    @Transactional(propagation = Propagation.SUPPORTS) 
    public void changeStatusOrder(Integer idOrder, String 
status) { 
 
        Order order = orderDao.findById(idOrder); 
        order.setStatus(status); 
        update(order); 
    } …	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• @RemotingDestination: anotación	  del	  servicio	  visible	  desde	  la	  capa	  de	  presentación.	  En	  nuestro	  caso,	  cada	  vez	  que	  exponemos	  un	  servicio	  a	  la	  capa	   de	   presentación	   lo	   indicamos	   con	   esta	   etiqueta.	   Flex	   realiza	   un	  mapeo	   unívoco	   entre	   el	   servicio	   java	   expuesto	   y	   el	   servicio	   flex	   que	  llama.	   
• @PostConstruct: esta	   anotación	   indica	   al	   método	   que	   sigue	   que	   se	  ejecuta	   inmediatamente	  después	  de	   la	   creación	  del	  mismo.	  Dentro	  del	  método	  initialize	  indicamos	  al	  servicio	  el	  DAO	  con	  el	  que	  va	  a	  trabajar. 
• @Transactional: indica	  el	  nivel	  de	  transaccionalidad	  del	  método	  que	  se	  ejecuta. 	  Una	   vez	   implementado	   el	   servicio,	   debemos	   hacerlo	   público	   a	   todo	   el	  sistema,	  la	  configuración	  es	  la	  siguiente:	  	  	  	  	  	  	  	  	  	  	  	  	  	  La	   inyección	   de	   las	   dependencias	   se	   realiza	   por	   anotaciones,	   y	   para	  activarlas	  únicamente	  lo	  indicamos	  dentro	  de	  nuestro	  fichero	  de	  configuración	  con	  de	  la	  siguiente	  forma:	  	  
• component-scan base-package="com.pfc.web.services.impl" 	  	  	  	  
<!-- Daos --> 
    <import resource="classpath*:data-access-ctx.xml" /> 
 
<!—Servicios --> 
    <context:annotation-config /> 
    <context:component-scan base- 
package="com.pfc.web.services.impl" /> 
     
    <!-- Aspects --> 
    <aop:aspectj-autoproxy /> 
<bean id="serviceAdvice"  
class="com.pfc.aspects.ServiceAdvice" /> 	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8.2.4. Proyecto	  web	  	  El	  proyecto	  web	  contiene	  la	  configuración	  final	  de	  integración	  de	  todos	  los	  componentes.	   Se	   integran	   todas	   las	   capas,	   es	   la	   columna	   vertebral	   de	   todo	   el	  proyecto.	   Esta	   configuración,	   se	   realiza	   mediante	   el	   archivo	   de	   configuración	  
web.xml	  que	  integra	  el	  proxy	  y	  los	  interceptores	  de	  las	  peticiones.	  La	   arquitectura	   está	   diseñada	   para	   ejecutarse	   sobre	   un	   servidor	   de	  aplicaciones	  Tomcat,	  y	  se	  diseña	  de	  la	  siguiente	  forma:	  	  
	  	  Como	  podemos	  observar	  en	   la	   figura	  anterior	   el	  Front	   controller	   gestiona	  todas	   las	   peticiones,	   tanto	   de	   entrada	   como	   de	   salida	   y	   las	   delega	   hacía	   el	  controller	   que	   finalmente	   implementará	   la	   lógica	   de	   negocio	   a	   través	   de	   un	  servicio.	  Esta	  configuración	  se	  indica	  en	  el	  fichero	  web.xml,	  el	  contenido	  del	  cual	  es	  el	  siguiente:	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<?xml version="1.0" encoding="UTF-8"?> 
<web-app xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
    xmlns="http://java.sun.com/xml/ns/javaee" 
xmlns:web="http://java.sun.com/xml/ns/javaee/web-app_2_5.xsd" 
    xsi:schemaLocation="http://java.sun.com/xml/ns/javaee 
http://java.sun.com/xml/ns/javaee/web-app_2_5.xsd" 
    id="WebApp_ID" version="2.5"> 
     
    <filter> 
        <filter-name>openSessionInViewFilterOne</filter-name> 
        <filter-
class>org.springframework.orm.hibernate3.support.OpenSessionInV
iewFilter</filter-class> 
        <init-param> 
            <param-name>sessionFactoryBeanName</param-name> 
            <param-value>sessionFactory</param-value> 
        </init-param> 
        <init-param> 
            <param-name>singleSession</param-name> 
            <param-value>true</param-value> 
        </init-param> 
    </filter> 
 
    <!-- CONTEXT-PARAMS --> 
    <!-- Spring framework context file --> 
    <context-param> 
        <param-name>contextConfigLocation</param-name> 
        <param-value>/WEB-INF/applicationContext.xml</param-
value> 
    </context-param> 
     
    <!-- CONTEXT-LISTENERS --> 
    <!-- Spring framework context loader listener --> 
    <listener> 
        <listener-class> 
    
org.springframework.web.context.ContextLoaderListener</listener
-class> 
    </listener> 
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<servlet> 
        <servlet-name>restws</servlet-name> 
        <servlet-class> 
            
org.springframework.web.servlet.DispatcherServlet</servlet-
class> 
        <init-param> 
            <param-name>contextConfigLocation</param-name> 
            <param-value>/WEB-INF/restws-servlet-ctx.xml 
            </param-value> 
        </init-param> 
        <load-on-startup>1</load-on-startup> 
    </servlet> 
    <!-- Spring Flex integration --> 
    <servlet> 
        <servlet-name>flex</servlet-name> 
        <servlet-
class>org.springframework.web.servlet.DispatcherServlet</servle
t-class> 
        <load-on-startup>1</load-on-startup> 
    </servlet> 
 
    <servlet-mapping> 
        <servlet-name>flex</servlet-name> 
        <url-pattern>/messagebroker/*</url-pattern> 
    </servlet-mapping> 
 
    <!-- Map all the requests to the servlet dispatcher --> 
    <servlet-mapping> 
        <servlet-name>restws</servlet-name> 
        <url-pattern>/api/*</url-pattern> 
    </servlet-mapping> 
 
    <filter-mapping> 
        <filter-name>openSessionInViewFilterOne</filter-name> 
        <url-pattern>/*</url-pattern> 
    </filter-mapping> 
 
    <welcome-file-list> 
        <welcome-file>index.jsp</welcome-file> 
    </welcome-file-list> 
</web-app> 
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8.2.5. Proxy	  /	  Interfaz	  móvil	  	  La	   arquitectura	   diseñada	   dispone	   de	   una	   interfaz	   móvil	   que	   filtra	   las	  peticiones	   provenientes	   de	   los	   dispositivos	   móviles.	   El	   objetivo,	   es	   proveer	   la	  información	  en	  un	  formato	  ligero	  y	  aumentar	  rendimiento	  para	  estas	  interfaces.	  El	  proxy	  definido	  realiza	  las	  siguientes	  operaciones:	  	  
• Filtrar	   la	   peticiones:	   filtra	   las	   peticiones	   mediante	   un	   servlet	  provenientes	  de	   los	  dispositivos	  móviles.	   La	   aplicación	  expone	  una	  API	  Rest	  accesible	  a	  los	  dispositivos	  móviles. 
	  
	  
	  
	  
	  
	  
	  
• Formato	   ligero	  de	  respuesta:	  el	  formato	  de	  respuesta	  escogido	  es	  JSON.	   Éste	   es	   un	   formato	   ligero	  de	   intercambio	  de	  datos	   y	   además	  permite	  obtener	  los	  datos	  de	  forma	  rápida. 
§ RestViewTransaltor: se	   encarga	   de	   resolver	   las	   respuestas	  en	  formato	  JSON. 
<!-- Map all the requests to the servlet dispatcher --> 
    <servlet-mapping> 
        <servlet-name>restws</servlet-name> 
        <url-pattern>/api/*</url-pattern> 
    </servlet-mapping> 
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• Forward	  peticiones:	  a	  través	  del	  controller	  redirige	  las	  peticiones	  hacía	  el	  servicio	  encargado	  de	  realizar	  la	  lógica.	  
	  
	  
	  
	  
@Component(value = "viewNameTranslator") 
 
public class RestViewNameTranslator implements 
RequestToViewNameTranslator { 
 
    public static final String VIEW_NAME_JSON = 
"jsonView"; 
     
    /** 
     * Returns <i>jsonView</i> for all request to match 
the viewName 
     */ 
    @Override 
    public String getViewName(final HttpServletRequest 
request) 
            throws Exception { 
        return "jsonView"; 
    } 
} 
/** 
     *  
     * @return The list of <code>Client</code> 
     */ 
    @RequestMapping(value = "/clients", method = 
RequestMethod.GET) 
    public List<Client> getClientList() { 
        final List<Client> list = clientService.list(); 
        return list; 
    } 
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8.2.6. Eventos	  	  La	   implementación	   de	   los	   eventos	   se	   realiza	   por	   medio	   de	   AOP,	   la	  configuración	  es	  la	  siguiente.	  	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  Como	  podemos	  observar	  en	  la	  figura	  anterior	  	  se	  ha	  definido	  un	  aspecto	  que	  intercepta	   el	   servicio	   ClientService	   y	   se	   ejecuta	   al	   finalizar	   el	   método	  
searchClient	   registrando	   un	   evento	   que	   registra	   la	   finalización	   del	   método	  mediante	  el	  DAO	  EventDao.	  Con	  este	  mecanismo	  podemos	  interceptar	  cualquier	  método	  y	  registrar	  los	  eventos	  en	  función	  de	  los	  requerimientos	  especificados.	  	  	  	  	  	  	  
@Aspect 
public class ServiceAdvice{ 
 @Resource 
 private EventDao eventDao; 
  
  
 
 @AfterReturning(pointcut="execution(*  
com.pfc.web.services.impl.ClientServiceImpl.se
archClient(..))", 
      returning="retval") 
 public void testBefore(Object retval){ 
  Event e = new Event(); 
  e.setMessage(retval.getName()); 
  e.setName(retval); 
  e.setClassObject(e.getClass().toString()); 
  eventDao.save(e); 
  eventDao.update(e); 
 } 
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9. Testing 	  En	   este	   capítulo	   se	   muestra	   la	   estrategia	   utilizada	   para	   el	   testing	   de	   la	  plataforma.	  	  
9.1. Tests	  unitarios	  	  
En programación, una prueba unitaria es una forma de probar el correcto 
funcionamiento de un módulo de código. Esto sirve para asegurar que cada uno de los módulos 
funcione correctamente por separado.  
La idea es escribir casos de prueba para cada función no trivial o método en el módulo 
de forma que cada caso sea independiente del resto. 
Para que una prueba unitaria sea buena se deben cumplir los siguientes requisitos: 
• Automatizable:	  no	  debería	  requerirse	  una	  intervención	  manual.	  Esto	  es	  especialmente	  útil	  para	  integración	  continua.	  
• Completas:	  deben	  cubrir	  la	  mayor	  cantidad	  de	  código.	  
• Repetibles	  o	  Reutilizables:	  no	  se	  deben	  crear	  pruebas	  que	  sólo	  puedan	  ser	  ejecutadas	  una	  sola	  vez.	  También	  es	  útil	  para	  integración	  continua.	  
• Independientes:	  la	  ejecución	  de	  una	  prueba	  no	  debe	  afectar	  a	  la	  ejecución	  de	  otra.	  
• Profesionales:	  las	  pruebas	  deben	  ser	  consideradas	  igual	  que	  el	  código,	  con	  la	  misma	  profesionalidad,	  documentación,	  etc.	  
Aunque estos requisitos no tienen que ser cumplidos al pie de la letra, se recomienda 
seguirlos o de lo contrario las pruebas pierden parte de su función. 
En nuestro caso, se ha implementado una prueba unitaria para cada clase 
implementada, DAO, Servicios, Controlers,… 
La siguiente figura muestra un test de un servicio implementado mediante JUnit. 	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9.2. Integración	  continua	  	  Durante	  la	  elaboración	  de	  este	  proyecto	  se	  ha	  elegido	  desarrollar	  el	  código	  con	  un	  servidor	  de	  integración	  continua,	  con	  el	   fin	  de	  mantener	  el	  código	  estable	  en	  cada	  desarrollo	  y	  garantizando	  las	  nuevas	  funcionalidades.	  La	   solución	   elegida	   es	   Hudson,	   para	   cumplir	   con	   este	   objetivo.	   Las	  principales	  características	  son:	  
• Los	  desarrolladores	  pueden	  detectar	  y	  solucionar	  problemas	  de	  integración	  de	  forma	  continua,	  evitando	  el	  caos	  de	  última	  hora	  cuando	  se	  acercan	  las	  fechas	  de	  entrega.	  
• Disponibilidad	  constante	  de	  una	  build	  para	  pruebas,	  demos	  o	  lanzamientos	  anticipados.	  
• Ejecución	  inmediata	  de	  las	  pruebas	  unitarias.	  
• Monitorización	  continua	  de	  las	  métricas	  de	  calidad	  del	  proyecto.	  	  	  	  	  	  
@ContextConfiguration(locations = { "classpath*:test-web-
ctx.xml" }) 
@RunWith(SpringJUnit4ClassRunner.class) 
public class ClientServiceTest { 
     
    @Resource 
    private ClientService clientService; 
     
    @Test 
    public void test(){ 
        List<Client> list = clientService.list(); 
        int size = list.size(); 
        assertEquals(2,size); 
    } 
 
} 
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10. Costes 	  
En este capítulo se muestra el coste que tendría este proyecto si se 
desarrollara de forma independiente, teniendo en cuenta la infraestructura hardware, 
las aplicaciones software y las horas invertidas. 
 
10.1. Costes	  temporales	  	  	  
El análisis de costes temporales es un estudio del tiempo que finalmente se ha 
dedicado a cada una de las etapas en el desarrollo del proyecto. 
 
 Planificación Tiempo real Desviación 
Aprendizaje 104h 115h 11h 
Análisis 16h 20h 4h 
Diseño 80h 86h 6h 
Implementación 80h 83h 3h 
Prototipos 64h 68h 4h 
Pruebas 168h 100h -68h 
Documentación 312h 84h -228h 
Total desviación -268h 
 
Hay que destacar dos etapas que han estado muy ligadas: el aprendizaje y la 
implementación. Los componentes Hibernate i Spring son herramientas muy potentes 
y complejas para cualquier proyecto orientado a objetos. Esta complejidad es la que 
hace que la curva de aprendizaje sea muy pronunciada al principio. A pesar de esto, el 
tiempo utilizado en la etapa de aprendizaje es una inversión a futuro ya que significará 
que se han adquirido unos conocimientos que no se tendrán que volver a adquirir y, 
por lo tanto, supondrá un beneficio a largo plazo. Ligada a esta fase está la fase de 
implementación, que empezó de forma progresiva a medida que se iban aplicando los 
nuevos conocimientos que, muy a menudo, requerían un tiempo adicional para poder 
encajar con las necesidades. 
 
Referente a las fases de análisis y diseño, se ha invertido más tiempo del 
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previsto inicialmente ya que iban apareciendo nuevos requisitos a medida que se iba 
hablando con el responsable del proyecto, sin embargo no ha significado ningún 
retraso excesivo.  
 
En la etapa de documentación ha habido una desviación de horas a favor del 
proyecto ya que la realización de esta etapa se ha podido desarrollar de una forma 
más rápida debido al alto nivel de conocimiento alcanzado de todo el proyecto. 
 
10.2. Costes	  económicos	  	  
 El análisis económico del proyecto englobará: 
• Hardware, es la maquinaria utilizada para el desarrollo. 
• Software, es el conjunto de herramientas y componentes utilizados para el 
desarrollo y la documentación.  
• Personal, es el coste temporal del precio de un becario. 
 
HARDWARE 
Herramienta Tipo de producto Coste 
Pentium D Dual Core 2.8 Ghz, 4 
Gb Ram, 120 Gb HD 
De la empresa 1.300€ 
Total Hardware 1.300€ 
 
SOFTWARE 
Herramienta Tipo de producto Coste 
Eclipse 3.5 OpenSource 0€ 
Apache Tomcat 7.0 OpenSource 0€ 
Hibernate 3.5 OpenSource 0€ 
Spring 3.1 OpenSource 0€ 
Android 2.2 OpenSource 0€ 
Flex 4 OpenSource 0€ 
Flex Builder 4 OpenSource 0€ 
MySQL 5.2 OpenSource 0€ 
MySQL WorkBench 5.2 OpenSource 0€ 
	   137	  
Maven 3.0.3 OpenSource 0€	  
Microsoft Office  Licencia FIB 0€	  
OmniPlan 5.2 OpenSource 0€	  
Total Software 0€ 
 
Personal. El cálculo del coste del tiempo personal invertido se ha hecho 
teniendo en cuenta el precio/hora de un becario:  
 
PERSONAL 
 Horas invertidas 
Aprendizaje 115h 
Análisis 15h 
Diseño 80h 
Implementación 83h 
Prototipos 68h 
Pruebas 100h 
Documentación 84h 
Total 545h 
 
 
 Horas trabajadas Precio/hora Coste 
Total 545h 8,5€ 4.632,5€ 	  	  Total.	   Finalmente	   el	   coste	   total	   del	   proyecto	   es	   la	   suma	   de	   los	   costes	  mencionados	  anteriormente:	  	  
Concepto Coste 
Hardware 1.300€ 
Software 0€ 
Personal 4.632,5€ 
Total 5.932,5€ 	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11. Conclusiones 	  En	  este	  capítulo	  se	  exponen	  las	  conclusiones	  del	  Proyecto	  Final	  de	  Carrera.	  En	   primer	   lugar,	   realizaremos	   una	   revisión	   de	   los	   objetivos	   del	   proyecto,	   a	  continuación	  las	  línea	  de	  futuro	  y	  finalmente	  la	  valoración	  personal.	  	  	  
11.1. Revisión	  de	  objetivos	  	  Finalizado	  el	  proyecto	  se	  realizará	  una	  revisión	  de	  los	  objetivos	  marcados	  al	  inicio	  y	  verificar	  las	  características	  del	  sistema	  construido.	  
	  
Implementación	  y	  diseño	  de	  la	  arquitectura	  
	  En	  la	  realización	  del	  proyecto	  se	  ha	  especificado,	  diseñado	  e	  implementado	  una	   arquitectura	   en	   tres	   capas	   escalable,	  modular	   y	  mantenible.	   Además,	   se	   han	  especificado	  interfaces	  genéricas	  en	  todas	   las	  capas	  de	  desarrollo,	  permitiendo	  la	  realización	  de	  nuevos	  evolutivos	  de	   forma	   fácil	  y	   rápida.	  También	  cuenta	  con	  un	  sistema	  de	  integración	  continua	  que	  garantiza	  la	  estabilidad	  de	  los	  desarrollos.	  
	  
Eventos	  y	  notificación	  
	  La	  solución	  cuenta	  con	  un	  sistema	  de	  notificación	  y	  eventos	  basado	  en	  AOP	  (Programación	   orientada	   a	   aspectos),	   que	   registra	   la	   actividad	   de	   todos	   los	  procesos	  y	  permite	  la	  notificación	  mediante	  una	  API	  REST.	  
	  
Cliente	  web	  
	  El	   proyecto	   cuenta	   con	   un	   prototipo	   web	   implementado	   con	   Flex	   que	  permite	   el	   acceso	   a	   diferentes	   usuarios	   y	   la	   gestión	   de	   clientes	   y	   pedidos	   del	  sistema.	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CEP	  Mobile	  
	  
	  Se	   ha	   desarrollado	   una	   aplicación	   móvil	   en	   Android	   integrada	   con	   los	  servicios	  de	  la	  arquitectura	  y	  los	  notificaciones.	  
	  
Escalabilidad	  /	  Integración	  /	  Implantación	  
	  La	   arquitectura	   desarrollada	   se	   instala	   sobre	   un	   servidor	   de	   aplicaciones	  Tomcat,	  y	  la	  instalación	  y	  despliegue	  se	  realiza	  de	  forma	  sencilla.	  Además	  integra	  un	  proxy	  para	  las	  interfaces	  móviles	  que	  facilita	  la	  comunicación	  y	  el	  rendimiento	  de	  éstas.	  	  Los	   patrones	   de	   diseño	   utilizados	   como	   MVC,	   DAO,	   DTO	   y	   Servicios,	   ha	  simplificado	   mucho	   el	   trabajo	   y	   además	   ha	   facilitado	   el	   cumplimiento	   de	   estos	  objetivos.	  	  
11.2. Líneas	  de	  futuro	  	  Después	   de	   la	   realización	   del	   proyecto,	   han	   quedado	   aspectos	   pendientes	  como	   la	   notificación	   de	   eventos.	   Como	   se	   ha	   explicado	   durante	   la	   memoria,	   el	  proyecto	  se	  enmarca	  en	  el	  contexto	  de	  las	  PYMES	  y	  las	  tecnologías	  móviles,	  dentro	  de	  este	   contexto	   la	  notificación	  de	  mensajes	   se	  puede	   implementar	  mediante	   las	  API	  de	  mensajería	  de	  los	  proveedores	  de	  telecomunicaciones	  o	  mediante	  Twitter.	  Con	  el	  fin	  de	  crear	  un	  ambiente	  más	  colaborativo	  dentro	  de	  las	  empresas.	  Algunas	  de	  las	  soluciones	  son	  las	  siguientes:	  	  
• Open	  movilforum:	  http://www.movilforum.com/web/global/home	  
• Twitter:	  http://twitter.com/	  
• Licencias:	  http://www.telecom.com.ar/	  	  Dado	   los	   tiempos	   del	   proyecto	   no	   se	   han	  podido	   implementar	   algunas	   de	  estas	  soluciones.	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11.3. Valoración	  personal	  	  Durante	   la	   realización	   de	   este	   proyecto	   he	   desarrollado	   ingeniería	   de	  requerimientos,	  he	  diseñado,	  y	  he	  implementado	  utilizado	  nuevas	  herramientas	  y	  tecnologías.	  Trabajar	  en	  un	  proyecto	  que	  utiliza	  nuevas	  tecnologías	  ha	  supuesto	  un	  para	  mi	  un	  gran	  esfuerzo	  de	  búsqueda	  y	  lectura	  de	  documentación	  para	  solucionar	  los	  problemas	   encontrados	  durante	   la	   elaboración.	  Además,	   he	  podido	   satisfacer	   las	  ganas	  de	  utilizar	   tecnologías	  móviles	   y	   frameworks	  de	  desarrollo	   como	  Android,	  Spring,	  Hibernate,	  Maven	  y	  Flex.	  Otro	  de	  los	  aspectos	  que	  valoro	  de	  forma	  muy	  positiva	  es	  la	  implementación	  de	   notificaciones	   y	   eventos	   dentro	   de	   un	   sistema	   web.	   Ya	   que,	   aporta	   un	   valor	  añadido	  muy	  grande	  al	  proyecto.	  Finalmente,	   poder	   integrar	   soluciones	   OpenSource	   para	   desarrollar	   una	  solución	  completa.	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13. Anexo 	  
13.1. Manual	  de	  usuario	  	  En	   esta	   sección	   se	   describe	   el	   manual	   de	   uso	   de	   la	   aplicación	   tanto	   web	  como	  móvil.	  	  
13.1.1. Aplicación	  web	  	  A	  continuación	  se	  detalla	  el	  manual	  de	  usuario	  para	  la	  aplicación	  web.	  Este	  manual	  contempla	  todas	  las	  vistas	  implementadas	  y	  el	  uso	  de	  cada	  una	  de	  ellas.	  La	  aplicación	  se	  ha	  desplegado	  en	  el	  servidor	  del	  LSI	  en	   http://mobileweb.lsi.upc.edu	  	  	  
1. Acceso	   login:	   es	   la	   pantalla	   de	   entrada	   al	   sistema,	   únicamente	  pueden	   acceder	   los	   usuarios	   registrados	   y	   dados	   de	   alta	   por	   el	  administrador.	   Debemos	   indicar	   el	   nombre	   de	   usuario	   y	   la	  contraseña.	  
	  
	  
Figura	  25	  -­‐	  Aplicación	  Web	  Login	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2. Mantenimiento	  clientes:	  pantalla	  de	  consulta,	  alta	  y	  baja	  de	  cliente.	  En	  esta	  pantalla	   se	   realizan	   todas	   las	  operaciones	   relacionadas	   con	  los	  clientes	  de	  la	  plataforma.	  
a. Consulta:	   La	   vista	   dispone	   de	   un	   filtro	   de	   búsqueda	   por	  nombre	   y	   correo	   electrónico.	   Además	   incluye	   un	   grid	   de	  clientes	  donde	  se	  informa	  el:	  identificador,	  nombre,	  apellidos,	  correo	  electrónico	  y	  teléfono.	  
b. Alta:	   El	   formulario	   inferior	   de	   la	   pantalla	   permite	   informar	  todos	   campos	   necesarios	   para	   el	   alta	   de	   un	   cliente.	   Una	   vez	  finalizado	   pulsando	   sobre	   el	   botón	   Guardar,	   se	   creará	   un	  nuevo	  cliente.	  
c. Modificación:	   Para	   la	   modificación	   de	   un	   cliente	   podemos	  seleccionarlo	  del	  grid	  de	  consulta	  y	   	  modificarlo	   informando	  los	  campos	  a	  modificar	  en	  el	  formulario	  inferior.	  
	  
	  
Figura	  26	  Aplicación	  web	  -­‐	  Consulta	  clientes	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Figura	  27	  Aplicación	  Web	  -­‐	  Alta	  Clientes	  
	  
	  
	  
Figura	  28	  -­‐	  Aplicación	  web	  -­‐	  Modificación	  cliente	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3. Mantenimiento	   de	   tareas:	   pantalla	   de	   gestión	   de	   tareas.	   En	   esta	  pantalla	  se	  gestionan	  todas	  la	  tareas	  y	  eventos	  del	  sistema.	  
a. Consulta	   de	   tareas:	   La	   vista	   dispone	   de	   un	   filtro	   de	  búsqueda	  y	  un	  grid	  donde	  se	   informan	   las	   tareas	  activas	  del	  usuario.	   Para	   cada	   tarea	   se	   informa:	   identificador,	   código,	  fecha,	  estado	  y	  el	  cliente	  al	  que	  pertenece.	  
b. Modificar	   tarea:	   Al	   seleccionar	   sobre	   cualquier	   tarea	  podemos	   visualizar	   su	   detalle	   en	   el	   formulario	   inferior.	   En	  este	  formulario	  podemos	  modificar	  los	  parámetros	  de	  la	  tarea	  seleccionada	   indicando	   el	   nuevo	   estado.	   Pulsando	   sobre	   el	  botón	  guardar	  automáticamente	  modificaremos	  el	   estado	  de	  la	   tarea	  y	   será	  notificado	  al	   cliente,	   a	   través	  de	   la	   aplicación	  móvil.	  
	  
	  
Figura	  29	  Aplicación	  web	  -­‐	  Mantenimiento	  tareas	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4. Mantenimiento	   de	   usuarios:	   pantalla	   de	   consulta,	   alta	   y	   baja	   de	  usuarios.	   En	   esta	   pantalla	   se	   realizan	   todas	   las	   operaciones	  relacionadas	  con	  los	  usuarios	  de	  la	  plataforma.	  
a. Consulta	  de	  usuarios:	  El	  grid	  superior	  de	  la	  pantalla	  muestra	  al	  administrador	  los	  usuarios	  de	  la	  plataforma.	  Informando	  el	  identificador,	  nombre,	  código	  y	  rol.	  
b. Alta	   /	   Modificación:	   El	   alta	   igualmente	   que	   en	   todas	   las	  vistas	  del	  sistema	  se	  realiza	  mediante	  el	  formulario	  inferior.	  Y	  la	   modificación	   seleccionando	   un	   usuario	   para	  posteriormente,	  modificar	  sus	  datos.	  
	  
	  
Figura	  30	  Aplicación	  web	  -­‐	  Mantenimiento	  usuarios	  
	  
	  
Figura	  31	  Aplicación	  web	  –	  Alta	  /	  Modificación	  usuario	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13.1.2. Aplicación	  Móvil	  	  A	  continuación	  se	  detalla	  el	  manual	  de	  usuario	  para	  la	  aplicación	  móvil.	  Este	  manual	  contempla	  todas	  las	  vistas	  implementadas	  y	  el	  uso	  de	  cada	  una	  de	  ellas.	  	  
1. Acceso:	  es	  la	  pantalla	  de	  entrada	  a	  la	  aplicación,	  únicamente	  pueden	  acceder	  los	  usuarios	  registrados.	  Se	  muestran	  las	  opciones	  de	  menú	  disponibles. 
	  
Figura	  32	  	  Aplicación	  móvil	  -­‐	  Acceso	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2. Solicitar	  servicio: 	  seleccionar	  un	  nuevo	  servicio	  a	  través	  de	  la	  vista. 	  
	  
Figura	  33	  Aplicación	  móvil	  -­‐	  Solicitar	  servicio	  	  
	  
Figura	  34	  Aplicación	  móvil	  -­‐	  Solicitar	  servicio	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3. Estado	   del	   pedido: consulta	   del	   detalle	   del	   servicio.	   Recibe	   las	  notificaciones	  del	  cliente	  web. a. El	  cliente	  recibe	  la	  notificación	  en	  el	  dispositivo	  móvil	  donde	  puede	   consultar	   el	   estado	   del	   pedido. Así	   como	   verificar	   el	  siguiente	  paso	  del	  pedido.	  	  
	  
Figura	  35	  	  CEM	  Notificación	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13.2. Manual	  de	  instalación	  	  El	   proyecto	   consta	   de	   dos	   aplicaciones	   una	   web	   y	   otra	   móvil,	   en	   esta	  secciones	  describiremos	  la	  instalación	  de	  cada	  una	  ellas.	  	  
13.2.1. Instalación	  Aplicación	  Web	  	  La	  aplicación	  web	  se	  instala	  en	  un	  servidor	  de	  aplicaciones	  y	  se	  distribuye	  en	   formato	   war.	   Además	   es	   necesario	   tener	   configurada	   la	   base	   de	   datos	   y	   el	  acceso	  desde	  la	  aplicación.	  Los	   pasos	   a	   seguir	   para	   el	   despliegue	   de	   la	   aplicación	   en	   el	   servidor	   de	  aplicaciones	  son	  los	  siguientes.	  	  
1. Generar	  el	  artefacto: 
a. mvn	  clean	  package 
2. Copiar	  el	  war	  generado	  en	  webapp	  del	  servidor	  de	  aplicaciones: 
a. cp	  collaborativeEnterpriseProject	  /tomcat/webapp 
3. Deploy	  del	  servidor	  de	  aplicaciones 	  A	  continuación	  tenemos	  que	  configurar	  la	  base	  de	  datos,	  estos	  son	  los	  pasos	  a	  seguir:	  	  
1. Crear	  el	  usuario	  de	  acceso: 
 
CREATE USER 'pfc'@'localhost' IDENTIFIED BY 'tfort'; 
GRANT ALL ON EstructuresFort.* TO 'pfc'@'localhost'; 	  
2. Load	  del	  script	  de	  base	  de	  datos.	  El	  script	  de	  base	  de	  datos	  se	  genera	  por	  ingeniería	  inversa	  y	  se	  crea	  en	  el	  despliegue	  del	  artefacto	  web. 	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13.2.2. Instalación	  Aplicación	  Móvil	  	  A	  continuación	  se	  explican	   los	  pasos	  para	   instalar	  aplicaciones	  en	  nuestro	  móvil	   Android.	   Para	   ello,	   necesitamos	   tener	   instalado	   el	   SDK	   de	   Android	   en	  
nuestro	   ordenador 	   y	   tener	   el	   fichero	   .apk,	   es	   decir,	   el	   fichero	   de	   la	   aplicación	  para	  Android.	  	  
• Conectar	  el	  móvil	  Android	  vía	  USB	  
• Abrimos	  el	  Terminal	  en	  OS	  X.	  
• Escribir	  el	  comando	  adb	  install	  <ruta	  del	  fichero	  .apk>	  
o Por	   ejemplo,	   en	   nuestro	   caso	   escribimos	  adb	   install	  
/users/jose/CollaborativeEnterpriseProject.	  
• Con	   esto,	   en	   tan	   sólo	   unos	   segundos	   tendremos	   instalada	   la	  aplicación.	  	  Otra	   vía	   para	   instalar	   la	   aplicación	   es	   a	   través	   de	   la	   aplicación	   Android	  
Market	  instalada	  en	  el	  dispositivo.	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13.3. Manual	  del	  desarrollador	  	  
13.3.1. Entorno	  de	  desarrollo	  	  A	   continuación	   se	   listaran	   las	   herramientas	   necesarias	   para	   desarrollar	  nuevos	  servicios	  o	  evolutivos.	  	  
• Eclipse	  3.5:	  entorno	  de	  desarrollo. 
• Apache	  Tomcat:	  servidor	  de	  aplicaciones. 
• MySql:	  SGBD 
• MySql	  Workbench:	  gestor	  SGBD. 
• Flex	  builder:	  entorno	  de	  desarrollo	  flex 
• Android	  SDK 
• Java	  JDK	  1.6.0_22 
• Flash	  Player 
• Flash	  Player	  Debug. 
• Maven 
 Estas	  herramientas	   son	   las	  necesarias	  para	   la	   configuración	  del	   entrono	  y	  empezar	  a	  desarrollar.	  A	   continuación	   se	   describe	   como	   desarrollar	   un	   nuevo	   evolutivo	   en	   cada	  una	  de	  las	  capas,	  basándonos	  en	  la	  arquitectura	  desarrollada.	  	  	  	  
13.3.2. Desarrollar	  un	  DAO	  	  En	  el	  desarrollo	  de	  un	  nuevo	  DAO	  seguiremos	  los	  siguientes	  pasos:	  	  
• Crear	   una	   nueva	   interfaz	   extendiendo	   de	   GenericDAO,	   donde	   le	  indicamos	  la	  entidad	  con	  la	  que	  vamos	  a	  trabajar. 
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• Crear	  una	   implementación	  que	  extienda	  de	  HibernateGenericDAO	  y	  implemente	  la	  interfaz	  anteriormente	  definida. 
	  	  
• Desarrollar	  los	  métodos	  propios	  de	  la	  funcionalidad	  requerida. 	  	   	  
public interface NewDao extends GenericDAO<Entity, 
Integer> { 
 
  ……     
 
} 
@Repository(value="newDao") 
public class NewDaoImpl  
extends HibernateGenericDAO<Entity, Integer> 
         implements NewDao { 
   
……     
 
} 
	   157	  
13.3.3. Desarrollar	  un	  Servicio	  	  En	  el	  desarrollo	  de	  un	  nuevo	  Servicio	  seguiremos	  los	  siguientes	  pasos:	  	  
• Crear	  una	  nueva	  interfaz	  extendiendo	  de	  Service,	  donde	  le	  indicamos	  la	  entidad	  y	  el	  DAO	  con	  el	  que	  vamos	  a	  trabajar. 	  
	  	  
• Creamos	  una	   implementación	  que	  extienda	  de	  SimpleService	  y	  que	  implemente	  la	  interfaz	  definida	  anteriormente. 
	   	  
• Desarrollar	  los	  métodos	  propios	  de	  la	  funcionalidad. 	  	  	  	  	  	  
public interface NewService extends Service<Entity, 
Integer> { 
  ……     
 
} 
@Service(value = "newService") 
@RemotingDestination(channels = ("my-amf")) 
public class NewServiceImpl  
extends SimpleService<Entity, Integer>  
implements NewService {  ……     
 
} 
