









数 pについては、1 から pまでの整数のうち互い












































int phi[MAX];　/* 関数値 */
int isprime[MAX]; /* 素数判定用 */
void euler_phi(void)
{
  int i, j;
  for (i=0; i<MAX; i++)
    isprime[i]=0, phi[i]=i;
  phi[2]=1;
  for (j=4; j<MAX; j+=2)
    isprime[j]=1,
    phi[j]-=phi[j]/2;
  for (i=3; i<MAX; i++) {
    if (isprime[i]) continue;
    phi[i]-= phi[i]/i;
    for (j=i+i; j<MAX; j+=i)
    　isprime[j]=1,
















x = 1 に対して、n = 1, 2
x = 2 に対して、n = 3,4,6
x = 3 以上の奇数に対して、n は存在しない。










φ-1(x) = p k+1φ-1 (            　) 
if x が ( p – 1)p k で割り切れる（k=0,1,2,…)
つまり、2からの素数 pをひとつずつもってき
て、xを ( p – 1)p k で割り切れるかどうかを確かめ
る。割り切れるのであれば、　　  を新たな xと
して、その逆関数を再呼び出して計算していく。




まずは最初の素数p = 2についてである。k = 0
とし、( p – 1)p k を確かめる。なお、k = 1について
はステップ1-2で、k = 2についてはステップ1-3で
調べる。




ではつぎの素数3を調べる。p = 3, k = 0 のもとで
は、 ( p – 1)p k =2, p k+1 =3,             =2になり、
2・φ-1(4) ＝6・φ-1(2)になる。
（ステップ 1-1-1-1）
　つぎの素数 5 を調べる番になっているが、2 を 
 ( p – 1)p k = 4・5 k で割り切れることはありえない
ので、これ以上の素数を調べる必要性はなくなる。
（ステップ 1-1-2）
 　つぎの素数 5 を調べる。p = 5, k = 0 のもとでは、
  ( p – 1)p k =4,  p k+1=5,             =1 になり、 
2・φ -1(4) ＝ 10・φ -1(1) になる。 φ -1(1) の値は
1 であるので、最初の関数値 n = 10 がこのステッ
プで見つかる。
（ステップ 1-2）
　ステップ 1-1 の続きをやる。つまり、p = 2,
 k = 1 について調べる。
p = 2, k = 1 では、( p – 1)p k =2,  p k+1=4,             =2 に
なり、 φ -1(4) ＝ 4・φ -1(2) になる。
（ステップ 1-2-1）
　つぎの素数 3 を調べる。p = 3, k = 0 のもとでは、
( p – 1)p k =2,  p k+1 =3,             =1 になり、 
4・φ -1(2) ＝ 12・φ -1(1) になり、2 番目の関数値
n = 12 がここで見つかる。
（ステップ 1-3）
　ステップ 1-2 の続きをやる。つまり、p = 2, 
k = 2 についてさらに調べる。
p = 2, k = 2 では、 ( p – 1)p k =4, p k+1 =8,             =1 に
なり、 φ -1(4) ＝ 8・φ -1(1) になり、3 番目の関数
値 n = 8 が見つかる。
（ステップ 2-1）
　2 番目の素数 p = 3 をもってきて調べる。
p = 3, k = 0 では、 ( p – 1)p k =2, p k+1 =3,             =2 に
なり、 φ -1(4) ＝ 3・φ -1(2) になるが、つぎの素数
5 ではそれ以上の n を見つけることはないので、
打ち切る。
（ステップ 3-1）
　3 番目の素数 p = 5 をもってきて調べる。
p
 = 5, k = 0 では、( p – 1)p k =4, p k+1 =5,            =1 に
なり、φ -1(4) ＝ 5・φ -1(1) になり、4 番目の関数
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int ans[MAX]; /* 関数値 */
int prime[PMAX], flag[PMAX]; /* 素数とそ
の判定 */
void calc(int val, int prev, int pos, 
int n)
{
  int p, q, pp;
  int b=1+sqrt(n);
  if (n==1) {
    ans[len++] = val;
    return;
  }
  if (!(n&1) && n+1>prev && n>=2 &&
     ((n<=P_MAX && !flag[n+1]) ||
     isprime(n+1))) {
    ans[len++]=val*(n+1);
  }
  for (; prime[pos]<=b; pos++) {
    pp=p=prime[pos];
    q=p-1;
    if (n%q==0) {
      calc(val*p, p, pos+1, n/q);
      while (1) {
        q*=p, pp*=p;
        if (n%q) break;
        calc(val*pp, p, pos+1, n/q);
      }









  int i, len;
  if (n==1) printf(“1 2\n");
  else if (n<1 || (n&1))
   printf("No solution\n");
  else {
    len=0;
    calc(1, 1, 0, n);
    for (i=1;i<len; i++)
     printf("%d", ans[i]);









 = 2 から 508 までの偶数に対する関数値の個
数の一覧を表１に示した。左端の欄は下一桁を除
いた x の値であり、１行目の数字は下一桁 x の値
である。例えば、 x = 12 の際のφ -1(x) の値の個数
6 は 3 行 3 列目に記されている。
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表 1　φ -1(x) の関数値の個数
（x = 2…508の偶数）
0 2  6 8
0 0 3   5
 2 6 0 6 
2 5 2 0 0 2
3 2 7 0 8 0
 9  3 2 
5 0 2 2 3 2
6 9 0 8 2 0
7 2 7 0 0 2
8 0 2 6 0 6
9 0 3 0 7 0
0  2 3 2 9
 2 6 0 3 0
2 7 0 0 2 9
3 2 7 0 2 2
 3 0 2 0 2
5 2 0 0 7 0
6 2  3 2 2
7 0 2 0 8 2
8 0 0  0 0
9 2 2 0 2 2
20 8 0 3 0 
2 2 3 0 9 0
22 5 2 8 2 2
23 0 6 0 0 2
2 3 0 0 0 0
25 2 9 0 0 0
26 3 2 0 0 2
27 2 5 0 9 0
28 8 2 0 0 28
29 0 2 2 3 0
30 5 0 0 2 0
3 2 6 0 2 0
32 6 0 8 0 
33 2 3 0 8 0
3 0 2 3 2 6
35 0 2 0 3 2
36 25 0 0 2 5
37 0 2 0 0 2
38 3 2 27 0 2
39 0 3 0 3 0
0 3 0 0 0 6
 0 0 0 5 2
2 3 0  0 0
3 2 3 0 0 2
 9 2 3 0 2
5 0 3 0 5 0
6  2 8 2 
7 0 0 0 3 2
8 37 0 0  0
9 2  0 0 2
50 5 2 7 2 2
63オイラーのφ関数およびその逆関数の計算




























Computing Euler's Totient Function
and It’s Inverse Function
NI  Yongmao
Abstract 
The totient function phi(n), also called Euler's totient function, is defined as the number of positive integers that 
are relatively prime to n, 
The main results in this paper are to introduce a scheme to compute phi(n) by C programming language, and to 
propose a recursive approach to get n which fulfills the equation phi(n) = x  for a given x.
（200 年 6 月  日受理）
