There has been a wide interest in designing distributed algorithms for tiny robots. In particular, it has been shown that the robots can complete certain tasks even in the presence of faulty robots. In this paper, we focus on gathering of all non-faulty robots at a single point in presence of faulty robots. We propose a waitfree algorithm (i.e., no robot waits for other robots and algorithm instructs each robot to move in every step, unless it is already at the gathering location), that gathers all non-faulty robots in the semi-synchronous model without any agreement about the coordinate system and with weak multiplicity detection (i.e., a robot can detect if there are more than one robots at a point, but not their exact number) in the presence of at most n − 1 faulty robots for n 3. We show that the required capability for gathering robots is minimal in the above model, since relaxing it further makes gathering impossible to solve.
INTRODUCTION

Distributed coordination among robots in multi-robot systems
Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from permissions@acm.org. has garnered interest in recent years. The primary motivation in this field is to find the minimum capability required to achieve certain objectives for a system of robots. Over the course of study, various robot models has been used. Specifically, "weak robots" [6] is the most widely considered model. Weak robots are autonomous: behave independently, anonymous: do not have identifiers, oblivious: do not remember their past actions and silent: do not exchange messages with each other. Mostly, they do not follow a common coordinate system. The robots are represented as points in a plane. They may have the capability to detect multiplicity points, i.e. a point having multiple robots. A robot with weak multiplicity detection can only figure out whether a point is occupied by exactly one robot or more than one robot. Similarly with strong multiplicity detection a robot can detect the exact number of robots at a multiplicity point. They have either limited or unlimited visibility range. The robots are either transparent or non-transparent. Each robot follows look-compute-move cycles. It observes the surrounding in the look phase. In the compute phase it computes the destination based on the observation. It moves towards the destination point in the move phase. In the semi-synchronous (SSYNC) model, the global time is divided into discrete time intervals called rounds. In each round a subset of robots are activated. Once a robot is activated, it finishes one look-compute-move cycle in that round. The fullysynchronous (FSYNC) model can be considered a special case of SSYNC, since it activates all the robots in each round. In the asynchronous (ASYNC) model, any robot can be activated at any time. A robot can be idle for unpredictable but finite amount of time. We consider the scheduler to be a fair scheduler, which activates the robots infinitely many times in infinite time.
We consider mainly crash faults. The faults can occur due to the unreliable components in the system, which are custom made or manually built. Also sometimes there can be manufacturing defects. Apart from these, the faults can be caused by some external factor in the field of deployment. Hence there is a need to design fault-tolerant algorithms. In this paper we design the algorithms to be crash-fault tolerant.
Related Works
Some of the common problems for these multi-robot systems include, leader election: all robots agree on a leader among themselves , gathering: all robots gather at a single point , convergence: the robots come very close to each other and pattern formation: the robots imitate a given pattern on the plane. In FSYNC model, the gathering problem has been solved without making any additional assumptions to the basic model [1] . In [8] , impossibility of gathering for n = 2 without assumptions on local coordinate system agreement for SSYNC and ASYNC is proved. Chaudhuri [5] have proposed a deterministic algorithm for leader election and gathering for transparent fat robots without common sense of direction or chirality. Common chirality is basically the common clockwise order.
In recent years, devising algorithms that achieve the goal even in the presence of a few faulty robots has piqued the interest. In SSYNC model, Agmon et al. [1] have proposed an algorithm to gather robots with at most one faulty robot. Bouzid et al. [3] have proposed a wait-free crash-fault tolerant gathering algorithm with robots having strong multiplicity detection and chirality. Bramas and Tixeuil [4] have proposed a wait-free gathering algorithm for robots with arbitrary number of faults, which removed the assumption of chirality, but still has strong multiplicity detection as opposed to weak multiplicity detection in [1] . They conjecture that weak multiplicity detection can only solve gathering for distinct initial positions. Bhagat et al. [2] have solved the problem of gathering in ASYNC setting (n, n − 1) crash fault model in 2D under agreement on the direction and orientation of one axis. To the best of our knowledge there is no fault-tolerant algorithm in the ASYNC model without any agreement in coordinate system. The various assumptions in the results we found along with our results for fault-tolerant gathering are summarized in Table 1 .
Our Contributions
In this paper we propose two gathering algorithms, where the robots do not share a common direction (unlike [2] ) or chirality (unlike [3] ). The robots only have capability of weak multiplicity detection (as opposed to strong multiplicity detection in [3, 4] ). The relaxation of assumption is possible because of our strategy of moving the robots in non-intersecting circular paths, which avoids creation of multiple multiplicity points. We propose a wait-free gathering algorithm, which achieves gathering in finite time without common sense of direction or chirality with only weak multiplicity detection. This algorithm extends the result by Agmon and Peleg [1] to tolerate n − 1 faults. We prove the conjecture in [4] that strong multiplicity is required for gathering in presence of more than one multiplicity points in the admissible initial configurations in SSYNC model. We initiate the study on an asynchronous scheduling model with instantaneous computation (ASYNC IC ) which is an intermediate model between semi-synchronous and asynchronous. We propose a fault-tolerant algorithm in the ASYNC IC which can gather even if almost half the number of total robots are faulty starting from any initial configuration with at most one multiplicity other than C * (0), C * (1/k), C * (1/2) and C * (1/2 + 1/k). is the set of robots on boundary which are fixed. In the (n, f ) crash-fault model, out of the n robots at most f robots are faulty.
PRELIMINARIES
The robots have following behaviors in the crash fault model. Behavior 1: For a non-faulty robot r i at position p i moving towards the destination p * in its activated cycle, if the distance between p i and p * is less than S, where S is a constant, then the robot r i reaches p * in the same cycle. Otherwise the robot stops at a point on the line p i p * which is at least at a distance S away from p i . Behavior 2: A robot may become faulty at any point of time.
Gathering of robots in a crash-fault model is the gathering of all non-faulty robots at one point in finite time.
IMPOSSIBILITY
It is impossible to gather two robots in SSYNC without agreement in coordinate system [8] . The adversary can always schedule the robots such that at the end there would be exactly two multiplicity points. As the robots only have capability of detecting either it is a multiplicity or not, not the capability to find out exactly how many robots are there in a multiplicity, so both multiplicity points behave the same as two robots in SSYNC model. Hence the theorem follows.
THEOREM 1. For a non-legal configuration, it is impossible to design a wait-free deterministic algorithm which gathers all the robots with weak multiplicity detection in SSYNC model.
The proof of lemmas and theorems can be found in [7] .
OBSERVATION 1. If any algorithm is n − 1 fault-tolerant, then it must be wait-free.
If the algorithm is not wait-free, then the non-faulty robot waits for some other robots to move. If all of them are faulty, then it results in an indefinite wait cycle. So the algorithm has to be wait-free. From theorem 1, it is clear that any wait-free gathering algorithm for SSYNC model can gather non-faulty robots only starting from a configuration with at most one multiplicity point. The objective is to achieve gathering of non-faulty robots in the (n, n − 1) crash fault system for n ≥ 3.
GATHERING (N,N
Algorithm and Correctness:
In this section we present Algorithm SSYNCGATHER, which gathers the non-faulty robots. In the SSYNC model, all the robots that are activated in each cycle look at the same time. Hence the view of each robot is the same. If there is a multiplicity point in the configuration then all the robots move towards the multiplicity point. If there is no multiplicity point then they move towards the center of the SEC . The robots move in a straight line path if the path is not blocked by other robots, otherwise they move in circular paths which intersect only at the destination. As any robot which is activated can move, the SEC can change in subsequent rounds. But for each round, the SEC is the same for all robots and hence the destination point (i.e., the center of SEC ) also remains invariant for that round. Move from p to p * in a straight line 3 else 4 l = FINDTANGENT(C , p, p * ) 5
Let G be the circle passing through p and p * with line l as a tangent to G at p * .
6
Move from p to p * along the arc of circle G in that sector.
if d i st ance = f ul l then 8
Move completely to p * along the path.
else 10
Move along the path until the midpoint of path.
SSYNCGATHER invokes Algorithm 1(MOVETODEST), with either circular or straight path movement, given the path of the robot is blocked or not. Algorithm 1 uses Algorithm 2 (FINDTANGENT) as a subroutine to find a line, which should be tangent to the circular path. The circular path is calculated by taking the angle bisector of the smallest angle formed by another robot with respect to the center of the SEC as the tangent to the circle passing through the robot and center of SEC . If there are multiple robots on a single line, say at p 1 , p 2 and p 3 , in the order towards the goal, then p 2 finds the position of p 1 in the next round. If p 1 gets activated, then it uses the line joining p 1 and the destination as the tangent to its circular path. Note that, this is a recursive process for all the robots in between the first and last robot in the same line, starting from the last but one. Once the multiplicity point is formed, all robots move towards the multiplicity point, which remains invariant until gathering is finished in a similar manner. Thus a robot can move based on an outdated look state. This can cause algorithms to fail. One can construct an example which shows the downside of execution of an algorithm based on an outdated look state. Now consider there is no computation delay. Then the robots would always move based on the current look information. Then situations like the previous one can be avoided. So we in this paper introduce the asynchronous model with instantaneous computation (ASYNC IC ). In ASYNC IC the computation phase is instantaneous. This means that there is no delay between look and move. Any robot after completion of look stage, immediately starts moving towards the destination. For example, if two robots look at time t and t , where t = t + for some small > 0, the robot looked at time t has already started its movement (unless the destination computed is itself ) by the time the second robot looks at t . This model is denoted as ASYNC IC . The inactivity period is unpredictable but finite. Since the conflict cannot happen due to compute delays, the ASYNC IC model can be considered more powerful than ASYNC but less powerful than SSYNC. Model: The robots considered in this section have exactly the same capabilities as in section 4, i.e., they are autonomous, anonymous, homogeneous, oblivious, silent and have weak multiplicity detection. The scheduling model followed here is the ASYNC IC . In this section, gathering problem is solved for (n, n/2 − 2) crash fault in the ASYNC IC model.
LEMMA 1. If the center of SEC is different in the two consecutive cycles, then the new radius is less than the previous one.
