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1. INTRODUCCIÓN. 
 
 El presente proyecto ha sido desarrollado en conjunto por la Universidad Pública 
de Navarra y la Universidad Hermanos Saiz-Montes de Oca de Pinar del Río (Cuba) a 
través del programa de Formación Solidaria y Cooperación al Desarrollo de la 
Universidad Pública de Navarra, así como se ha trabajado en conjunto una serie de 
aspectos comunes con otro proyecto paralelo realizado por Ibón Rodríguez Andrés tal y 
como se explica a continuación. 
 
 1.1 DESCRIPCIÓN. 
  
 Este PFC pretende crear un protocolo de comunicación, así como un hardware 
capaz de monitorizar en distintos tipos de dispositivos una serie de variables analógicas, 
orientado a variables médicas tales como temperatura corporal, frecuencia cardíaca, etc. 
 
 La parte del desarrollo hardware se ha desarrollado en común con Ibón 
Rodríguez Andrés, quien a su vez desarrolla una interfaz para sistemas Android. El 
presente proyecto, a diferencia, se centra en el desarrollo más avanzado  del protocolo 
de comunicación inalámbrica y el desarrollo de una interfaz para PC con diferentes 
funcionalidades. 
 En la Ilustración 1.2.1 se muestra un esquema general. 
 
 1.2 OBJETIVOS. 
 
· 1.2.1  Diseñar un protocolo de comunicación inalámbrica estable y funcional 
basado en Bluetooth 2.0. 
 
· 1.2.2 Diseñar e implementar un hardware basado en Arduino que realice la 
lectura de ocho variables analógicas que pretenden simular las variables 
médicas.  
 
· 1.2.3 Implementar el protocolo de comunicación tanto en el hardware basado 
en Arduino como en un programa para PC poniendo especial atención a la 
conectividad y funcionalidad del mismo. 
 
Ilustración 1.2.1: Esquema general. 
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1.3 ANTECEDENTES. 
 
 En el mercado, actualmente y desde hace años, existen numerosas 
soluciones comerciales que ya responden a las necesidades de este proyecto y se 
encuentran mucho más desarrolladas y constan de una mayor funcionalidad. Por 
tanto se entiende que este proyecto se realiza con un fin didáctico y de 
aprendizaje. Se muestran algunos ejemplos que podemos encontrar: 
 
· Getemed - Plataforma de tele monitorización de signos vitales:  
 
 




·  Sener-Aeroespacial - BioSener:  
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· Vitaljacket:  
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2. DISEÑO: 
 
 2.1 METODOLOGÍA UTILIZADA: 
 
2.2 RECURSOS UTILIZADOS: 
 
  2.2.1 ARDUINO MEGA 2560: 
 
 Tenemos la necesidad de disponer de un sistema capaz de obtener y procesar la 
información, que hace que sea necesario emplear un sistema hardware específico, capaz 
de leer señales analógicas, escribir señales digitales y transmitir dicha información a 
otros dispositivos de una manera determinada por nosotros. En nuestro caso hemos 
optado por Arduino. 
 
 Arduino es una plataforma de electrónica abierta para la creación de prototipos 
basada en software y hardware flexibles y fáciles de usar. Se creó para cualquiera 
interesado en crear entornos u objetos interactivos.  
 
 Arduino puede tomar información del entorno a través de sus pines de entrada de 
toda una gama de sensores y puede afectar aquello que le rodea controlando luces, 
motores y otros actuadores. El micro controlador en la placa Arduino se programa 
mediante el lenguaje de programación Arduino, muy intuitivo y similar a C, que consta 
de una gran variedad de funciones ya implementadas, así como permite la introducción 
de librerías con otras nuevas.  Los proyectos hechos con Arduino pueden ejecutarse sin 
necesidad de conectar a un ordenador, si bien tienen la posibilidad de hacerlo y 
comunicar con diferentes tipos de software.1 
 
 
Ilustración 2.2.1.1 Entorno de programación de arduino 
 
                                                 
1  (Arduino) 
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 Las placas pueden ser hechas a mano o compradas montadas de fábrica; el 
software puede ser descargado de forma gratuita. Los ficheros de diseño de referencia 
(CAD) están disponibles bajo una licencia abierta.   
  
 Este hecho permite que mucha gente ya trabaje bajo esta plataforma por lo que 
es bastante sencillo encontrar referencias en internet y fue uno de los motivos por los 
que nos decantamos por utilizar dicho micro controlador, en concreto en nuestro 
proyecto optamos por trabajar con una placa Arduino Mega 2560, comprada y  cuyas 
características técnicas se adjuntan en el ANEXO A.I. 
 
 Otra de las razones, junto a su conocido lenguaje de programación que nos llevó 
a su uso fue su versatilidad, ya que consta de 16 entradas analógicas de 5V con 
conversor A/D (analógico/digital) de 10 bits, 54 pins de entrada/salida digital para otros 
usos, y sus puertos de serie para transmitir datos a otros dispositivos, en concreto al 
módulo bluetooth LM-780. 
 
Ilustración 2.2.1.2: Micro controlador Arduino Mega 2560 
 
 
  2.2.2 MÓDULO BLUETOOTH LM-780 
 
 El módulo bluetooth de clase 2 LM-780 es un componente electrónico integrado 
SMB con antena integrada que permite enviar y recibir datos por bluetooth, siendo 
capaz de transferirlos a otro dispositivo a través de su conexión a través de puerto serie 
(UART). En nuestro caso, será el encargado de enviar los datos capturados arduino y 
recibir los datos procedentes de LabView en nuestro ordenador. 
 
 En el ANEXO A.II podemos consultar todas las características técnicas del LM-
780 en su datasheet. 
 
 En el ANEXO B.I  disponemos del esquema de conexionado y montaje para su 
integración con Arduino. 
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Ilustración 2.2.2: Módulo bluetooth LM-780 
 
 
  2.2.3 MÓDULO BLUETOOTH USB PARA PC 
 
 A pesar de que muchos de los dispositivos, desde ordenadores personales, 
ordenadores portátiles, tablets, o teléfonos móviles ya llevan incorporado un 
transmisor/receptor bluetooth, en nuestro caso no ha sido así, por lo que para llevar a 
cabo el desarrollo del proyecto y dotar de estas capacidades a nuestro ordenador portátil 
optamos por la compra de un módulo bluetooth usb de las siguientes características. (En 
el Anexo A.IV se muestran las características completas y en el Anexo A.V las 
instrucciones de instalación). 
 
· Radio Bluetooth Dongle USB de baja energía. 
· Transferencia de Bluetooth de modo dual. 
· Datos de voz de Bluetooth. 
· Compatible con v1.2/2.0/2.1/3.0 Bluetooth. 
· Versión: CSR4.0 
· Sistema operativo: Windows 98, 98SE, Me, 2000, XP, Vista, Windows 
7, Windows 8. 
· Interfaz: Conformidad del USB 2.0 
· Velocidad de hasta 3Mbps 
· Recepción / envío de la gama: 100m 
· Certificaciones: FCC, CE 
 
Ilustración 2.2.3: Módulo Bluetooth USB usado para el desarrollo del proyecto 
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 2.2.3 HERRAMIENTAS SOFTWARE. 
 
  2.2.3.1 ENTORNO ARDUINO 
 
   2.2.3.1.1 DESCARGA E INSTALACIÓN 
 
 Uno de los requisitos para trabajar con Arduino es tener instalado previamente 
Java Runtime Environament, el cual podemos obtener en la página siguiente: 
https://www.java.com/es/download/. Para las instrucciones de descarga e instalación 
disponemos de más información en: 
https://www.java.com/es/download/help/download_options.xml 
 
 Para instalar el entorno de Arduino, en primer lugar vamos a la página 
http://arduino.cc/en/Main/Software/ En la parte de abajo, veremos una sección de 
descargas (download) pinchamos donde pone Arduino 1.0.5.  
 
 
Ilustración 2.2.3.1.1.1: Página de descargas de Arduino 
 
  
 Tras este paso, nos lleva a otra página web, donde seleccionamos nuestro 
sistema operativo. En nuestro caso seleccionamos Windows (ZIP file). 
  
 A continuación, se abre una solicitud de descarga de un archivo *.zip, el cual 
descargaremos y guardamos en el disco duro. Es importante recordar la ubicación de la 
descarga para posteriormente abrir dicho archivo. 
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Ilustración 2.2.3.1.1.2: Descarga de Arduino 
  
  
Una vez descargado, procedemos a descomprimir el archivo. En nuestro caso, lo 
descomprimiremos en una carpeta en el escritorio. La carpeta deberá contener los 
archivos tal y como se muestra a continuación. 
 
 
Ilustración 2.2.3.1.1.3: Carpeta de Arduino 
 
 Ya descomprimido, hay que destacar que el programa se ejecuta pinchando 
sobre el archivo arduino.exe, ya que no requiere de instalación. Haciendo doble click 
sobre él, accedemos ya directamente al entorno de programación 
 
 
  2.2.3.1.2 CONFIGURACION 
 
  A la hora de conectar Arduino con nuestro ordenador, no fue necesario 
instalar drivers de ningún tipo ya que nuestro sistema operativo (Windows 8) detectó el 
dispositivo automáticamente. 
  
 No obstante si fue necesario configurar el entorno de Arduino, seleccionando 
nuestro dispositivo y el puerto de comunicaciones (COM) en el que opera, tal y como se 
muestra en las siguientes imágenes. 
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Ilustración 2.2.3.1.2.2: Selección del puerto COM 
 
 
  2.2.3.1.3 ENTORNO 
 
 El entorno de Desarrollo Arduino está constituido por un editor de texto para 
escribir el código, un área de mensajes, una consola de texto, una barra de herramientas 
con botones para las funciones comunes, y una serie de menús.  
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Ilustración 2.2.3.1.3.3: Entorno de Arduino 
 Permite la conexión con el hardware de Arduino para cargar los programas y 
comunicarse con ellos.  
 Arduino utiliza para escribir el software lo que denomina "sketch" (programa). 
Estos programas son escritos en el editor de texto. Existe la posibilidad de cortar/pegar 
y buscar/remplazar texto. En el área de mensajes se muestra información mientras se 
cargan los programas y también muestra errores. La consola muestra el texto de salida 
para el entorno de Arduino incluyendo los mensajes de error completos y otras 
informaciones. La barra de herramientas permite verificar el proceso de carga, creación, 
apertura y guardado de programas, y la monitorización serie: 2 
 
 
Verificar: Comprueba los errores en el código 
 
 
Cargar: Compila el código y lo carga en la placa de Arduino.  
 
Nuevo: Crea un nuevo sketch. 
 
 
Abrir: Aparecerá un menú con todos los sketches de tu sketchbook. Haciendo clic 
sobre uno, este se abrirá en la ventana actual. 
 
Guardar: Guarda tu sketch. 
 
 
Serial Monitor: Monitor del puerto de serie para enviar  recibir información 
durante la ejecución de un sketch. 
 
                                                 
2  (Arduino) 
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 Además Arduino, dispone de otros comandos en los cinco menús: Archivo, 
Editar, Sketch, Herramientas y Ayuda. Los menús son sensibles al contexto, lo que 
significa que estarán disponibles sólo los elementos relevantes para la tarea que esté 
realizando en ese momento. 
 
 
  2.3.2 LABVIEW 2011 
 
 LabVIEW (acrónimo de Laboratory Virtual Instrumentation Engineering 
Workbench) es una plataforma y entorno de desarrollo para diseñar sistemas, con un 
lenguaje de programación visual gráfico. Recomendado para sistemas hardware y 
software de pruebas, control y diseño, simulado o real y embebido, pues acelera la 
productividad. 
 Los programas desarrollados con LabVIEW se llaman Instrumentos Virtuales, o 
VIs, y su origen provenía del control de instrumentos, aunque hoy en día se ha 
expandido ampliamente no sólo al control de todo tipo de electrónica (Instrumentación 
electrónica) sino también a su programación embebida, comunicaciones, matemáticas, 
etc.3 
 Los motivos de utilizar LabView frente a otros lenguajes de programación son 
los siguientes:  
1. Gran facilidad de diseñar un entorno gráfico 
2. Facilidad de programación mediante diagramas de bloques con 
numerosas funciones incorporadas 
3. Facilidad para interconexión con otros instrumentos a través de puerto 
serie, bluetooth, ethernet... 
 
Ilustración 2.3.2.1: Pantalla inicial de LabView 
  Como se ha dicho es una herramienta gráfica de programación, esto 
significa que los programas no se escriben, sino que se dibujan, facilitando su 
comprensión. Al tener ya pre-diseñados una gran cantidad de bloques, se le facilita al 
usuario la creación del proyecto, con lo cual en vez de estar una gran cantidad de tiempo 
en programar un dispositivo/bloque, se le permite invertir mucho menos tiempo y 
                                                 
3  (Wikipedia) 
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dedicarse un poco más en la interfaz gráfica y la interacción con el usuario final. Cada 
VI consta de dos partes diferenciadas: 
· Panel Frontal: El Panel Frontal es la interfaz con el usuario, la utilizamos para 
interactuar con el usuario cuando el programa se está ejecutando. Los usuarios 
podrán observar los datos del programa actualizados en tiempo real. En esta 
interfaz se definen los controles (entradas) e indicadores (salidas). 
 
Ilustración 2.3.2.2: Panel frontal de LabView 
 
· Diagrama de Bloques: es el programa propiamente dicho, donde se define su 
funcionalidad, aquí se colocan íconos que realizan una determinada función y se 
interconectan (el código que controla el programa --. Suele haber una tercera 
parte icono/conector que son los medios utilizados para conectar un VI con otros 
VIs.4 
                                                 
4  (Wikipedia) 
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Ilustración 2.3.2.3: Diagrama de bloques de LabView 
 
 
   
2.3.3 EAGLE 6.5  
 
 EAGLE, (siglas de Easily Applicable Graphical Layout Editor) es un programa 
de diseño de diagramas y PCBs con auto-enrutador. Famoso debido a que muchas 
versiones de este programa tienen una licencia Freeware y gran cantidad de bibliotecas 
de componentes alrededor de la red.5 
 
 La razón de usar EAGLE surgió de la necesidad de diseñar un circuito integrado 
(al trabajar con componentes SMB). El motivo por el cual se escogió Eagle en lugar de 
otro software para el diseño del circuito integrado es que únicamente encontramos los 
diagramas de nuestro Arduino MEGA 2560 en este formato lo cual ahorró mucho 
tiempo de trabajo a la hora de diseñar nuestro circuito, ya que ya disponíamos de las 
dimensiones de Arduino y los pins correctamente dibujados y posicionados. 
 
 Eagle se compone (entre otras muchas funciones) de un editor de diagramas 
electrónicos en el cual se diseña el esquema del circuito y se interconectan los 
componentes. 
                                                 
5 (Wikipedia) 
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Ilustración 2.3.3.1: Esquemático de un circuito 
 
  
 A su vez Eagle contiene un editor de PCBs capaz de producir archivos GERBER 
(necesarios para imprimir y fresar el circuito integrado). 
 
Ilustración 2.3.3.2: Diseño de un circuito PCB con Eagle 
 
 
  2.2.4 COMPONENTES ELECTRÓNICOS 
 Para el montaje del circuito electrónico, se emplearon los siguientes 
componentes: 
 
· 8 Resistencias de 6.8k para la lectura y simulación de variables que se 
explica en el apartado 3.1, simulación de variables analógicas. 
· 3 Resistencias de 180 cuya función es que pase la corriente correcta por 
los diodos LED. 
· 1 Resistencia de 100 k para el pulsador o botón de reset tal y como se 
especifica en el datasheet del módulo LM780. 
· 3 Diodos LED Rojos 
· 1 Pulsador para el reset del módulo bluetooth LM780 
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· 1 Potenciómetro 20k que permita variar el valor del resto de 
resistencias. 
· 2 Condensadores cerámicos de 0.1µF que actúan como filtrado de la 
señal. 
· Conectores de paso para poder conectar nuestra placa, directamente con 
nuestro modelo de Arduino. 
· Otros: estaño,  placa de impresión PCB, cable de un único hilo de 
diferentes colores y cintra termo retráctil. 
 
    





  2.2.5 HERRAMIENTAS DE TRABAJO: 
 
 Para la elaboración de este trabajo se emplearon las siguientes 
herramientas: 
 
· PC con: 
o 500 GB de Almacenamiento, 8GB Memoria RAM, procesador 
Intel Core i7 x64. 
o S.O Windows 8.1  x64. 
o LabView 2011 x64. 
o Entorno  Arduino 1.0.5. 
o Eagle 6.5. 
o Microsoft Office 2007. 
o Módulo Bluetooth USB. 
 
· Herramientas de montaje: 
o Destornilladores varios. 
o Soldador. 
o Maquina de impresión/fresado de circuitos integrados 
o Alicates de sujeción y de corte. 
 
· Herramientas de comprobación: 
o Multímetro o tester 
o Osciloscopio  
22 
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2.3 DISEÑO DE UN PROTOCOLO DE  COMUNICACIÓN BASADO EN 
BLUETOOTH: 
 
 Nuestro objetivo consiste en enviar y recibir información de una manera 
bidireccional entre dos dispositivos, por tanto es necesario estructurar la información y 
diseñar un protocolo seguro, eficiente y funcional que cumpla nuestras necesidades. 
  
 El módulo LM-780, que comunica nuestro PC con arduino a través de 
Bluetooth, recibe y envía los datos procedentes de bluetooth o de arduino a través del  
puerto serie que dispone.  Dicho módulo se encuentra en modo esclavo, esperando que 
un cliente que lo gobierna, establezca conexión con él. Mientras el módulo permanece 
en este estado, el diodo LED del módulo bluetooth se encuentra parpadeando.  
 
 Labview se encarga por tanto de abrir conexión y comunicarse con el módulo 
LM-780 quien recibe y transmite los datos a Arduino.  Para abrir conexión, se 
introducirá en nuestro software de LabView la dirección MAC y el canal 
correspondiente del módulo LM-780 y se iniciará el programa. En nuestro caso los 
datos son los siguientes. 
 
DIRECCIÓN MAC: 00:12:6F:26:6D:74 
CANAL: 1 
 
 Una vez abierta y establecida la comunicación entre ambos dispositivos el 
diodo que indica el estado del módulo Bluetooth pasara a estar encendido 
permanentemente (sin parpadeo) indicando que la conexión está establecida. 
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   Es en este momento cuando se empiezan a transmitir datos mediante un proceso 
de pregunta y respuesta, gobernado por LabView, que enviará tramas de datos, 
solicitando que variables en concreto desea recibir mediante el campo comando-datos 
de la trama de datos que veremos a continuación (por defecto envía todas las variables). 
A su vez también envía los datos de control de las alarmas (también en el campo 

































 Como se observa en la Ilustración 2.3.1, Arduino responde en base a las 
solicitudes de LabView, quien en caso de no obtener respuesta, vuelve a enviar los datos 
hasta obtener respuesta. La razón de que esto sea así es que en caso de pérdida de 
conectividad o pérdida de datos la comunicación continúe. Por ejemplo: si nos estamos 
moviendo con el PC y nos alejamos demasiado, queremos que al acercarnos continúe el 
programa o bien, si se pierde una trama. 
 
 Las tramas de datos del protocolo se pretende que sean descodificadas 
posteriormente en ambos receptores mediante el uso de una maquina de estados finitos. 
 













Ilustración 2.3.1: Esquema temporal de transmisión de datos 
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· "<" : Es el carácter que establece el inicio de una trama. Necesario para 
saber dónde empiezan los datos y poder procesarlos correctamente ya 
que Arduino almacenará los datos comprendidos entre este símbolo y el 
de final de trama. Tamaño ASCII: 1 byte. 
   
 
· "L N_Seq: La longitud del número de secuencia que se transmitirá a 
continuación.  
 La razón de que se transmitan las longitudes es que los datos 
se transmiten como caracteres ASCII, por lo que, por ejemplo un 
número se secuencia (que se enviará a continuación) de 65000 que en 
principio ocupa 4bytes, se envía como '6' (1 byte) , '5' (1 byte), '0' 
(1byte), ... y finalmente ocupa 5 bytes.  
 
Al encontrarnos con un flujo de datos de longitud variable, también es 
imprescindible el uso de está codificación ya que tanto LabView como 
Arduino necesitan saber que bytes corresponden a cada tipo de dato para 
realizar correctamente su lectura.  
 
Al ser el número de secuencia un valor de 2 bytes, (valor máximo 
65535), el valor máximo para su longitud o número de dígitos, será 
siempre un número de un único dígito (cómo máximo 5) y por tanto la 
lectura de la longitud siempre corresponderá a la lectura de 1 byte. 
 
· N_Seq: Número de secuencia de la trama para control. Se pretende que 
en un futuro, en caso de error, pérdida de datos o de trama completa se 
pueda implementar un registro en el que se especifique que tramas son 
erróneas. Hay que destacar que el número de secuencia es diferente para 
las tramas enviadas que para las recibidas.. Tamaño: 2 bytes. Tamaño 
ASCII: 5 bytes. 
 
· C_Seg: Pensando en la seguridad se incluye un código de 1 byte dentro 
de la trama. Dicho código en nuestro proyecto es el valor 206. No se 
han aplicado técnicas de encriptación o codificación más complejas ya 
que se considera suficiente al tratarse de un protocolo propio. Tamaño: 1 
byte. Tamaño ASCII: 3 bytes. 
 
· L_CD: Al igual que en el caso de la longitud del número de secuencia es 
necesaria por los mismos motivos la longitud del comando-datos cuya 
<L_Nseq  N_Seq  C_Seg L_CD CD L_D0 D0 ...  L_D7  D7  L_Suma Suma> 
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función se explica a continuación. Tamaño: 1 byte. Tamaño ASCII: 1 
byte.  
 
· CD: Datos de comando. Se trata de un espacio de 1 byte  reservado a 
comandos  como seleccionar únicamente que variables se transmiten o 
activar alarmas.  Tamaño: 1 byte. Tamaño ASCII: 3 bytes. 
 
El hecho de que sean 1 byte (8bits) permite habilitar o deshabilitar 7 





Tabla 2.3.1: Uso de bits para seleccionar comandos en el campo CD. 
BIT COMANDO 
7 ENABLE. Habilitar uso de comandos 
6 RESERVADO. Para futuros comandos 
5 RESERVADO. Para futuros comandos 
4 RESERVADO. Para futuros comandos 
3 ALARMA 1. Permite encender/apagar una alarma. 
2 ALARMA 1. Permite encender/apagar una alarma. 
1 RESERVADO. Para futuros comandos 
0 *SELECCIÓN DE VARIABLES: Habilita o deshabilita la lectura de variables. 
*Este comando permite seleccionar que variables se transmiten. En caso  de estar 
habilitado, se realizará la lectura de la selección acerca de que variables se transmiten en 
el campo Datos 0 conforme a la siguiente tabla, donde Ai es la variable sobre la que 
realiza la variable el sensor. 
 
Tabla 2.3.2: Bits del campo D0 para la selección de variables a transmitir 
Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0 
A7 A6 A5 A4 A3 A2 A1 A0 
 
En principio se ha diseñado el protocolo de tal forma que LabView, al 
tratarse de la interface de control sea el único que envíe comandos, y que 
Bit 7 | Bit 6 | Bit 5 | Bit 4| Bit 3 | Bit 2 | Bit 1 | Bit 0 
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Arduino los ejecute, sin embargo queda abierta la posibilidad de que en 
un futuro se puedan solicitar acciones desde Arduino a LabView con el 
uso de este campo de la misma manera. 
 
 
· L Di: Longitud de la próxima secuencia de datos procedentes de las 
variables analógicas de Arduino. Tamaño 1 byte. Tamaño ASCII: 1 byte. 
  
· Di:  En caso de que esté deshabilitado el envío de comandos, se 
 transmiten  en cada uno de estos campos los datos 
 correspondientes a la  variable analógica i.  
 
 Dicha información consiste en la lectura de datos de i = 8 
variables analógicas distintas conectadas a Arduino, cuyo conversor 
analógico-digital convierte valores de tensión de entre 0 y 5V a 
valores digitales enteros de 10 bits entre 0 y 1023.  
 
Por tanto Arduino enviará a LabView a través de estos campos dichas 
lecturas, mientras que LabView enviará ceros en estos campos y en 
este caso 
 
Sin embargo en caso de que esté habilitado el uso de comandos, 
LabView enviará la información relativa a los comandos (siempre 
que sea necesario) mediante el uso de este campo. Por ejemplo, si se 
habilita el envío de comandos y la selección de variables, en Datos 0 
cada uno de los últimos 8 bits corresponde a la selección de una 
variable 
 
  Tamaño: 2 bytes. Tamaño ASCII: 4 bytes. 
  
· L_SUMA: Longitud de la suma de valores que se transmite a 
continuación. Tamaño: 1 byte. Tamaño ASCII: X bytes. 
  
· SUMA:  Suma de todos los valores de cada uno de los datos enviados en 
la secuencia y su longitudes. Se usa como método para detectar errores, 
comprobando si coincide el valor recibio con el valor calculado con los 
valores recibidos en la recepción 
 
 Hay que destacar que solo será capaz de detectar errores simples, ya que 
por ejemplo un error de -1, puede ser compensado con uno de +1. 
Tamaño: 2 bytes. Tamaño ASCII: X bytes. 
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· ">": Carácter de fin de trama. Necesario para saber donde terminan los 
datos y procesarlos correctamente. Tamaño 1 byte. 
 
EJEMPLO DE COMUNICACIÓN:  
 
 A continuación se envía un ejemplo de comunicación entre LabView (L) 
y Arduino (a) y se explican los campos más relevantes (nota: se introducen 
espacios para facilitar diferenciar los campos): 
 
· COMUNICACIÓN ESTANDAR (sin uso de comandos): Labview 
envía y recibe datos de manera normal sin problemas de conexión 
 
L: < 1 0 206 1 0 1 0 1 0 1 0 1 0 1 0 1 0 1 0 1 0 3 219>  
 N_Seq = 0, C_Seg = 206, C-D deshabilitado. Suma de errores 219. 
 
A: <1 0 206 1 0 3 111 3 222 3 333 3 444 3 555 3 666 3 777 3 888 4 4232> 
                       N_Seq = 0,  C_Seg= 206, D0 = 111, D1 = 222, D2 = 333, D3= 444, 
D4 = 555, D5 = 666, D6 = 777, D7 = 888, Suma 4232. 
 
L: < 1 1 206 1 0 1 0 1 0 1 0 1 0 1 0 1 0 1 0 1 0 3 220>  
 N_Seq = 1, C_Seg = 206, C-D deshabilitado. Suma de errores 220. 
 
A: <1 1 206 1 0 3 111 3 222 3 333 3 444 3 555 3 666 3 777 3 888 4 4232> 
                       N-Seq = 1,  C Seg= 206, D0 = 111, D1 = 222, D2 = 333, D3= 444, 
D4 = 555, D5 = 666, D6 = 777, D7 = 888, Suma 4232. 
 
  L: .... 
 
 
· COMUNICACIÓN ESTANDAR (con uso de comandos): LabView 
selecciona que se active la alarma 2 y se envíen todas las variables salvo 
la 5 y la 7. 
 
 L: <1 2 206 3 133 3 245 1 0 1 0 1 0 1 0 1 0 1 0 1 0 3 603> 
   N_Seq = 2, C_Seg = 206, C-D: Habilitado con selección de variables y  
   alarma 2, D0 = 245 envío de todas las variables excepto del sensor 7 y  
   el 5. 
 
  A: <1 2 206 1 0 3 111 3 222 3 333 3 444 1 0 3 666 3 777 1 0  4 2087> 
   N-Seq = 2,  C Seg= 206, D0 = 111, D1 = 222, D2 = 333, D3= 444, 
   D4 = 0,  D5 = 666, D6 = 777, D7 = 0, Suma 2087. 
 
 
· COMUNICACIÓN INTERRUMPIDA: Por pérdida de conectividad, o 
por pérdida de alguna trama ha habido algún problema en la conexión. Si 
esto sucede durante un largo número de tramas o tiempo, se perderá la 
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L: < 1 0 206 1 0 1 0 1 0 1 0 1 0 1 0 1 0 1 0 1 0 3 219>  
 N_Seq = 0, C_Seg = 206, C-D deshabilitado. Suma de errores 219. 
 
A:  NO HAY RESPUESTA 
 
L: < 1 1 206 1 0 1 0 1 0 1 0 1 0 1 0 1 0 1 0 1 0 3 220>  
 N_Seq = 1, C_Seg = 206, C-D deshabilitado. Suma de errores 220. 
 
A: <1 1 206 1 0 3 111 3 222 3 333 3 444 3 555 3 666 3 777 3 888 4 4232> 
                       N-Seq = 1,  C Seg= 206, D0 = 111, D1 = 222, D2 = 333, D3= 444, 
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3. DESARROLLO HARDWARE 
 
3.1 SIMULACIÓN DE VARIABLES ANALÓGICAS: 
 
  El objetivo es transmitir una serie de variables médicas, sin embargo al 
no disponer de información de que señales o sensores se iban a utilizar se decidió 
emplear una serie de señales más simple. Aprovechando la fuente de alimentación de 
5V que proporciona Arduino se decidió conectar en las entradas analógicas entre A1 y 
A7 una serie de resistencias asociadas a un potenciómetro y a modo de divisor de 
tensión, dando cada una un valor, modificable mediante el potenciómetro tal y como se 
explica en el siguiente esquema.  
 
Ilustración 3.1: Divisor de tensión con potenciómetro 
 
 En el sensor A0 para medir tensiones variables dentro del propio sistema, ya que 




3.2 INTEGRACIÓN DEL MÓDULO BLUETOOTH. 
 
 El módulo bluetooth LM-780 se conexionó con el circuito tal y como se 
especifica el ANEXO A.II y ANEXO A.III. Como variación se empleó un diodo rojo en 
lugar de un diodo de alta luminosidad azul, con su correspondiente resistencia de 180. 
También se conexionó un condensador cerámico de 0.1µF entre la pata de alimentación 
del módulo (pata 24) a modo de filtro de la señal para protegerlo de pequeñas 
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 3.3 INTEGRACIÓN TODO EN UNO CON ARDUINO 
 
 Se diseño un circuito PCB con la finalidad de integrar el módulo LM-780, la 
lectura de variables analógicas y dos diodos para otras funciones en la misma placa, de 
tal forma que pudiera pincharse, o montarse todo junto sobre el micro controlador 
Arduino. 
  
 A la hora de diseñarlo se tuvieron en cuenta tanto las condiciones del módulo 
bluetooth LM-780, las dimensiones de Arduino y nuestras necesidades. 
 
 Se optó por realizar un circuito por una cara con el fin de ahorrar y simplificar el 
conexionado. 
  
 Fue necesario rediseñar el circuito, ya que durante el montaje del mismo se 
cometieron algunos errores de diseño que se decidieron arreglar en el montaje físico 
sobre la marcha, adoptando soluciones como puentear conexiones o cambiar 
componentes con el fin de ahorrar tanto tiempo como dinero. Dichos errores se 
muestran corregidos en  los esquemas que se muestran en esta memoria en el ANEXO 
B.I y ANEXO B.II 
  
 Posteriormente se montaron y se soldaron los componentes en el Laboratorio de 
Electrónica Básica prestando especial atención al módulo LM-780, que al tratarse de un 
componente SMB requería de mayor precisión, por lo que fue imprescindible la ayuda 
del técnico. 
  
 El resultado puede verse reflejado en las siguientes imágenes: 
 
Ilustración 3.3.1: Circuito integrado diseñado y montado 
 
Ilustración 3.3.2: Circuito integrado diseñado y montado sobre Arduino 
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4. DESARROLLO SOFTWARE: 
 
 En esta sección, se describen de manera muy general y resumida a través de 
esquemas y diagramas de bloques los algoritmos creados en las diferentes plataformas, 
tanto en Arduino como en LabView y que realizarán diferentes funciones.  
 
  
 4.1 ARDUINO  
 
  La parte correspondiente a Arduino queda enfocada a que el micro 
controlador opere de acuerdo al diseño de nuestro protocolo(véase Ilustración 2.3.1), 
incorporando la lectura y selección de variables y la posibilidad de activar dos alarmas 
(que en este caso son dos diodos LED) siempre que el cliente (LabView) lo solicite. 
  El código fuente correspondiente  la implementación de estas funciones 
se muestra en el ANEXO C.I 
 






VARIABLES  GLOBALES 
FUNCIONES EXTERNAS 
CONFIGURACIÓN: 












RESET de FLAGS: 




Ilustración 4.1.1: Diagrama de Bloques del programa principal de Arduino. 
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 En primer lugar, se declaran las variables globales que contienen la información 
que necesitan las sub-funciones que se ejecutan durante todo el proceso.  A 
continuación, se declaran dichas funciones. En este caso no se emplean variables 
locales. 
 
 A continuación se inicia el setup, la parte del programa en la que se selecciona la 
velocidad de transmisión del puerto de serie 3 (en el que se encuentra conectado nuestro 
módulo bluetooth LM-780), el timeout, se reserva un espacio para los datos recibidos y 
se definen los pins digitales donde están conectados los diodos LED como salidas. 
  
 Finalmente, se ejecuta la parte del loop, que se repetirá hasta que se apague, se 
reinicie o se reprograme Arduino. En ella, siempre que el puerto tres esté disponible 
recibe datos a través de la función RECIBE_DATOS() que se explica a continuación. 
Posteriormente, y siempre que la función RECIBE_DATOS() confirme que se han 
recibido datos correctamente (una trama que empieza con '<' y finaliza con '>') a través 
del flag recepción, se analizan los datos para comprobar que son correctos mediante la 
función ANALIZA_DATOS(). Finalmente, se envía una trama de datos que dependerá 
de que los datos recibidos sean correctos a través de la función ENVIA_DATOS(), se 
reinicia el flag recepción, y se borran los datos recibidos hasta entonces para volver a 
empezar de nuevo este proceso infinitamente. 
 
 
  4.1.2 FUNCIÓN RECIBE_DATOS() 
 
 La función se inicializa, declarando los datos externos procedentes del flag 
recepción, el cual confirma que se ha recibido una trama completa y por el string 
datos_recibidos, el cual almacena dicha trama recibida. Posteriormente, si inicializan las 
variables locales inChar (un carácter en el cual se irá almacenando carácter a carácter el 
carácter entrante) y continuar (un flag). 
  
 La función (char)Serial3.read se encarga de leer un carácter cada vez que se 
llama a la función. En cuanto el carácter entrante es el símbolo de inicio de trama '<' se 
empiezan a almacenar los datos en el string datos_recibidos hasta recibir el carácter de 
final de trama '>'. Es entonces cuando se reinicia el flag continuar y se activa el flag 
recepción, que confirma una correcta recepción de la trama que da  paso posteriormente 
al programa principal para que analice los datos recibidos y envíe datos a LabView. 
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  4.1.3 FUNCION ANALIZA_DATOS(): 
 
 Esta función se encarga de analizar los datos recibidos por la función 
RECIBE_DATOS() que se encuentran almacenados en un string con valores ASCII. A 
través de una maquina de estados finitos, se va verificado que los datos llegan de 
manera correcta y se realiza la conversión a valores numéricos para su posterior 
interpretación.  
 
 Las variables globales, son las que el programa principal u otros subprogramas 
necesitarán anterior o posteriormente, por ejemplo el campo comando-datos (CD) o los 







inChar = (char)Serial3.read 
¿inChar='<'? continuar = TRUE 
¿continuar = 
TRUE? 
datos_recibidos += inChar 
¿inChar='>'? continuar = FALSE 
recepcion = TRUE 
FIN 
Ilustración 4.1.2: Diagrama de bloques de la función RECIBE_DATOS 
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INICIALIZAR VARIABLES GLOBALES 
INICIALIZAR VARIABLES LOCALES 









ESTADO = 0; 
Leer C_SEG; 
¿ESTADO = 1 y 
C_SEG = 206? 















ESTADO = 3; 















ESTADO = 4; 
NO 
¿ESTADO = 4? 
NO 
SI 
CONTINUA EN PAGINA SIGUIENTE 
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 El procedimiento de lectura, en general, consiste en la lectura de 1 byte 
correspondiente a la longitud del campo que se enviará a continuación. Cada dato 
entrante se va sumando a una variable llamada suma para comprobar 
posteriormente si hay errores. Veamos que sucede: 
 
· ESTADO 0: Se realiza la lectura de la longitud del nº de secuencia y se 
añade el valor a la variable suma que servirá para posteriormente calcular 
errores. Posteriormente se lee el nº de secuencia y se almacena en una 
variable temporal, ya que hasta que no se compruebe que la trama ha 
llegado correctamente, no se darán por validos los datos entrantes. Como 
excepción, se lee previamente al cambio de estado la comprobación del 
estado siguiente código de seguridad. 
 
· ESTADO 1: Se comprueba que el código de seguridad recibido correcto. 
 
· ESTADO 2: Se realiza la lectura de la longitud del campo de comando-
datos y su valor de la misma manera que en el ESTADO 0, quedando 
almacenado el campo CD en una variable temporal para su posterior 
validación y realizando la correspondiente suma de valores para 
comprobar errores. 
 
· ESTADO 3: Se realiza la lectura de datos previa lectura de sus longitudes 
dentro de un bucle que se repite 8 veces (una vez por cada campo de 







ESTADO = 5; 




ESTADO = 0 
SI VALIDAR 
DATOS 
Ilustración 4.1.3: Diagrama de bloques de la función ANALIZA_DATOS 
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temporal y se van añadiendo sus valores a la variable suma de 
comprobación de errores. 
 
· ESTADO 4: Se realiza la lectura de la suma de errores enviada mediante 
la previa lectura de su longitud. 
 
· ESTADO 5: Se comprueba que el valor de la suma de errores recibida 
coincide con la calculada. En dicho caso se procede a validar los campos 




  4.1.4 FUNCIÓN ENVIA_DATOS(): 
 
 Esta función se compone de tres sub-funciones (que se explican a continuación) 
que son las encargadas de construir en base a los datos recibidos la trama a enviar.  
Posteriormente la trama a enviar se  imprime en el puerto serie 3 de Arduino que es en 







4.1.5 OTRAS FUNCIONES 
   
 4.1.5.1 FUNCIÓN CAPTURA_DATOS 
 
 Estamos ante una función que se encarga de construir una trama de datos en base 
a la posible recepción de un comando a través del campo CD. Las justificación de esta 
función queda reflejada en el apartado 2.3, mientras que las Tablas 2.3.1 y 2.3.2  
indican cómo se encuentran estructurados los comandos. 
 
  En primer lugar comprueba si el bit correspondiente a comandos y a la 
selección de variables está habilitado, en cuyo caso, manda las variables que se han 




ENVIAR TRAMA A LM780  
Ilustración 4.1.4: Diagrama de bloques de la función ENVIA_DATOS 
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seleccionado a través del byte de DATOS[0]. Cada bit del byte DATOS[0] corresponde 
a una variable. En caso negativo y por defecto, manda todas las variables. El resultado 
de la lectura de variables se almacena en el string enviar_sensor. 
 
 Posteriormente se comprueba si es necesario encender alguna de las alarmas 
mediante los bits 7 (Enable), 3 (Alarma 1) y 2 (Alarma 2) del campo CD. 
 
 Como podemos comprobar está función es diferente a las demás ya que requiere 
campos de entrada y devuelve uno de salida. 
 
  ENTRADAS: Campo CD de la última trama recibida 
    Campo DATOS[0] que es donde está la información  
    acerca de que variables se transmiten. 
 
  SALIDAS: enviar_sensor, un string donde se almacenan los datos de las  
          variables seleccionadas. 
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INICIALIZAR VARIABLES GLOBALES 
CD ENABLE 
&& 
CD bit 0 = 1 
i=7,6,5,...0 
Seleccion[i] = 1 























CD bit 3 = 1 
ACTIVAR ALARMA 1 
CD ENABLE 
&& 
CD bit 2 = 1 









Ilustración 4.1.5.1: Diagrama de bloques de la función Captura_Datos 
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   4.1.5.2 FUNCIÓN CONSTRUIR_TRAMA 
 
 La función CONSTRUIR_TRAMA, se encarga de dar formato a los datos 
procesados por otras sub-funciones previamente. En función de los parámetros de 
entrada (n_seq, cd, datos y el error) construye la trama conforme el protocolo 
desarrollado, es decir: 
 
1. Añade el carácter de inicio de trama '<' 
2. Añade la longitud del número de secuencia que procede y dicho número 
3. Añade el código de seguridad 
4. Añade la longitud del campo CD y el campo que se le especifique 
5. Añade el string de datos calculado previamente mediante la función 
CAPTURA_DATOS. 
6. Añade la longitud del error y el error 
7. Añade el carácter de fin de trama '>' 
8. La función devuelve como salida un string con todos estos datos. 
 
 
   4.1.5.3 FUNCIÓN CALCULA_ERROR 
 
 Esta función se encarga de calcular el error de una trama de datos para 
posteriormente transmitírselo a la función CONSTRUIR_TRAMA, mediante la suma 
de todos los campos, es decir: 
 
 error = l_nseq + n_seq + 206 + l_cd + cd + l_d0, + d0, .... + l_d7 + d7 + l_error. 
 
 La longitud del error se calcula en una función aparte (l_error) ya que es 
necesario realizar una corrección. 
 
 
   4.1.5.4 FUNCIÓNES cuentaChars, l_error y string2int. 
 
 Al desarrollar el proyecto en Cuba, sin acceso a internet, en muchos casos se 
tuvo que implementar funciones típicas que ya se encuentran implementadas, o que 
desconocíamos que existían dentro de Arduino. 
 
 cuentaChars: Función que cuenta el número de caracteres que tiene un número 
entero de 2 bytes  
 
 l_error: La longitud del error, es un dato que también se suma al control de 
errores, por tanto es necesario incluirlo. Sin embargo afecta al cálculo de la función 
CALCULA_ERROR. Por ejemplo: 
 
· La suma de valores (exceptuando el error y la longitud del error) es de 
4765, cuya longitud es 4. A la hora de sumar su longitud, el campo del 
error ascendería a 4769. El problema es, suponiendo que el valor del 
error sea de por ejemplo 999, su longitud es de 3, pero al sumar dicha 
longitud el error pasaría a ser 1002 y su longitud 3, por eso es necesario 
realizar una corrección conforme a la siguiente tabla:  
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Tabla 4.1.5.4 Corrección de la longitud del error 
Valor mínimo Valor máximo l_error 
0 8 1 
9 97 2 
98 996 3 
997 9995 4 
9996 - 5 
 
 
 string2int: Función que convierte un string a un numero entero. Hay que 





 4.2 LABVIEW 
 
 En este apartado se resume la programación de LabView de manera textual y a 
través de diagramas de flujo. Los esquemas de programación se pueden ver en el 
ANEXO C.II. 
 
 El objetivo del mismo, es por tanto realizar un programa capaz de visualizar los 
datos recibidos y de controlar Arduino. Como se ha explicado en el apartado 2.3.2, 
labview consta de un panel frontal en el que se introducen los controles para introducir 
datos y los indicadores para visualizarlos y un diagrama de bloques en el que se definen 
las funciones a llevar a cabo. 
 
  4.2.1 PANEL FRONTAL (Ilustración 2.3.2.2): 
 
 A continuación se explican los elementos empleados para el diseño del 
programa. La parte referente al manejo del programa se explica en el apartado 5. 
 
· TAB CONTROL: Sirve para agrupar controles e indicadores en 
diferentes pestañas. En nuestro programa emplearemos dos, una para 
seleccionar la pantalla del programa principal y otra para seleccionar que 
gráfica queremos visualizar. 
 
 
Ilustración 4.2.1.1 Tab Control 
· BOTONES: Para realizar funciones como parar el programa cerrando la 
conexión establecida correctamente. 
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Ilustración 4.2.1.2 Stop button 
 
· CONTROLES/INDICADORES: Pueden ser numéricos, textuales o 
gráficos y se adaptan a nuestras necesidades, como por ejemplo 
introducir una dirección MAC, mostrar datos de un campo, modificar o 
leer variables booleanas o mostrar el valor de uno de nuestros sensores en 
diferentes tipos de indicadores gráficos. La lista con todos los controles e 
indicadores usados y variables se muestra en el Anexo C.III. 
 
 
 Ilustración 4.2.1.3 Indicadores gráficos 
 
 
Ilustración 4.2.1.3 Indicadores textuales 
  
 
Ilustración 4.2.1.4 Indicador LED 
 
 
Ilustración 4.2.1.5 Control booleano 
    
 
· GRAFICAS: Muestran y almacenan la información procedente de los 
sensores respecto al tiempo. También permiten exportar los datos a 
ficheros Excel. 
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Ilustración 4.2.1.6 Gráfica tipo chart 
 
· IMÁGENES y ELEMENTOS GRÁFICOS: Para decorar y hacer más 
atractiva la interface gráfica del programa. 
 
 
  4.2.2 DIAGRÁMA DE BLOQUES (Ilustración 2.3.2.3): 
 
 Como se ha mencionado anteriormente, la programación gráfica mediante 
bloques de LabView se detalla en el ANEXO C.II . Ese apartado corresponde por tanto a 
la explicación de los algoritmos implementados citando brevemente los elementos de 
LabView empleados para implementarlos. 
 
 
   4.2.2.1 Inicialización de variables:   
 
 Se definen todas las variables tanto locales como globales que se emplearán 
durante la ejecución del programa, dichas variables en general son controladores o 
indicadores. 
 
 Algunas variables de control podrán ser modificadas por el usuario durante la 
ejecución. 
  
   4.2.2.2 Ejecución del programa  
  
 El programa realiza las siguientes funciones una vez se inicia su ejecución: 
1. Obtener datos de nuestro dispositivo bluetooth. Obtiene la dirección MAC y 
el SSID o nombre de nuestro dispositivo. 
 
Ilustración 4.2.2.2.1 Obtener datos de mi dispositivo bluetooth. 
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2. Inicializar los valores de las variable. Esta parte abarca desde la 
configuración inicial de los flags, hasta poner a cero los datos recibidos 
pasando por la introducción del estado inicial de la máquina de estados 
finitos. 
3. Introducir datos del dispositivo remoto y ejecutar el programa para 
establecer la conexión (Ilustración 4.2.2.2.2) y comenzar el intercambio de 
datos que se llevará a cabo hasta apretar el botón de STOP en cuyo caso se 
cerrará la conexión (Ilustración 4.2.2.2.4). 
 
 
Ilustración 4.2.2.2.2 Establecer conexión Bluetooth 
 
Los comandos se leerán a tiempo real (Ilustración 4.2.2.2.3) para su 
posterior envío cada vez que el programa pase por el estado de ENVIAR. 
 
 
Ilustración 4.2.2.2.3 Habilitar comandos y selección de variables 
 
Los datos se reciben y se envían mediante los comandos Bluetooth Read y 
Bluetooth Write. Otra de las justificaciones para el envío de longitudes en 
cada apartado de la trama es que el comando Bluetooth Read necesita saber 
el número de bytes que se leen del buffer que almacena los datos recibidos. 
(Ilustración 4.2.2.2.4). 
    
Ilustración 4.2.2.2.4: Comandos bluetooth discover, open, close, read y write. 
 
 
Dicho intercambio de datos se implementa mediante una maquina de estados 
finitos que se resume a continuación (Ilustración 4.2.2.5): (Nota: la etiqueta 
ERROR corresponde a errores a la hora de realizar la lectura o escritura de 
datos través del puerto bluetooh como por ejemplo un timeout). 
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ENVIAR DATOS 
RESET DE FLAGS Y 
VARIABLES 




















CONTINUA EN SIGUIENTE PÁGINA 
ESTABLECER CONXIÓN BLUETOOTH 
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 Para la lectura estructurada de datos, previa lectura de sus longitudes se empleó 
una flat sequence por campo (Ilustración 4.2.2.2.6), mientras que para la 
implementación de la máquina de estados finitos y para distintos condicionales, se 
emplearon estructuras tipo case (Ilustración 4.2.2.2.7).  
 
 










ESPERAR '<' NO ERROR 




Ilustración 4.2.2.2.5 Diagrama de bloques del programa en LabView 
A ESTADO INICIAL: ENVIAR 
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5. MANUAL DE INSTRUCCIONES DEL PROGRAMA LABVIEW: 
 
 En este apartado, se explica cómo utilizar el programa desarrollado 
anteriormente.  
 
 5.1 REQUISITOS MÍNIMOS: 
  
 5.1.1 LabView Run-Time Engine 
 
 Para la ejecución de nuestro programa es necesario tener instalado el programa 
LabView Run-Time Engine, que puede descargarse en la siguiente página: 
http://www.ni.com/download/labview-run-time-engine-2012/3433/en/ 
 
 Dicho programa es la plataforma LabView sobre la que se ejecuta nuestro 
programa. No obstante, si se dispone de la versión completa de LabView, este paso no 
es necesario. 
 Los requisitos mínimos para la instalación de esta plataforma pueden 
encontrarse en la siguiente página web: http://www.ni.com/labview/requirements/esa/ 
 
 5.1.2 Tener instalado un dispositivo bluetooth en nuestro ordenador: Las 
instrucciones de instalación de nuestro módulo bluetooth se detallan en el Anexo V. 
 
 5.1.3 Tener encendido el dispositivo Arduino: Para ello se pincha la placa 
desarrollada sobre el Arduino mega 2560, y se alimenta a través del puerto USB. Tal y 
como se realiza en las siguientes imágenes: 
 
   
Ilustración 5.1.3 Conexión de Arduino 
  
  5.2 INSTALACIÓN: 
 
 Para instalar nuestro programa, únicamente hemos de descomprimir el archivo 
ProtocoloBT.zip dentro de una carpeta tal y como se muestra a continuación. 
 
Ilustración 5.2.1 Archivos de nuestro programa 
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5.3 PANTALLA PRINCIPAL. 
 
 Para ejecutar el programa abrimos el archivo PROTOCOLO_BT.exe y se abrirá 
una ventana como la que se muestra a continuación: 
 
 
Ilustración 5.3.1 Pantalla principal de nuestro programa 
 
 
 Como se puede observar en la parte superior, hay cuatro pestañas con diferentes 
opciones: CONFIGURACIÓN BT, LECTURA DE DATOS, GRÁFICAS y 
CONTROL. Desplazándonos a través de ellas accedemos a las diferentes funciones de 
nuestro programa que se explican en los siguientes apartados. 
 
 
 5.4 CONFIGURACIÓN BT 
 
 Antes de ejecutar el programa es necesario configurar algunas opciones para 
establecer la conexión tal y como se detalla a continuación. 
 
 En la pantalla principal, correspondiente a la pestaña CONFIGURACIÓN_BT, 
encontramos dos apartados: datos de mi dispositivo y datos dispositivo remoto.  
 
 En el apartado datos de mi dispositivo, aparecerán el nombre y la dirección 
MAC de nuestro dispositivo Bluetooth, es decir del que está conectado al PC. 
 
 En el apartado de datos dispositivo remoto debemos introducir los siguientes 
datos: 
  DIRECCIÓN MAC: Aquí introduciremos la dirección MAC del 
módulo LM-780 que es el que se encuentra conectado a Arduino. En nuestro caso la 
dirección MAC de nuestro módulo LM-780 es 00:12:6F:26:6D:74 
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  CANAL: Introduciremos el canal en el que opera nuestro módulo LM-
780, en nuestro caso, canal 1. 
 
  TIEMPO DE REFRESCO(ms): Aquí introduciremos el intervalo de 
tiempo, en milisegundos, con el que queremos que se refresquen los datos. Aunque 
originalmente está pensado para que este valor pueda variar durante el desarrollo del 
programa, es recomendable no cambiarlo ya que puede ocasionar errores en los ejes 
temporales de las gráficas. 
 
 Una vez realizado este proceso, apretaremos el botón RUN, situado en la parte 
superior izquierda de nuestro programa, el cual continuará ejecutándose 
indefinidamente hasta presionar el botón de STOP en cuyo caso se perderá la conexión 
y deberemos repetir el proceso. 
 
 
Ilustración 5.4.1 Botón RUN 
  
  
5.5 LECTURA DE DATOS 
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 En esta pestaña hay que distinguir entre dos partes, la parte superior se trata de 
una parte de control, que nos muestra interpreta y muestra los datos conforme van 
llegando y se van interpretando a través de la máquina de estados finitos.  
 
 En la parte inferior podemos ver los indicadores gráficos que corresponden a la 
lectura una vez validada de una trama, es decir, al valor instantáneo de cada uno de los 
sensores, que corresponde a 0 para 0V y a 1023 para 5V.  
 
 
 5.6 GRÁFICAS: 
 
 
Ilustración 5.6.1 Pantalla gráficas 
  
 En esta pantalla, se muestra la información temporal almacenada por separado 
de cada uno de los sensores. A través de las pestañas situadas en la parte superior 
podemos seleccionar de que sensor queremos visualizar la información. 
 
 Además de la visualización, haciendo clic con el botón derecho sobre el gráfico, 
podemos acceder a otras opciones como cambiar la escala o exportar los datos a un 
fichero Excel. 
 
 Hay que destacar que nuestro programa está diseñado para almacenar las últimas 
1024000 muestras recibidas (por sensor). Considerando que elegimos el tiempo de 
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  A través de esta pantalla se visualizan los datos que nuestro programa LabView 
envía al dispositivo Arduino y se ejecutan los comandos. 
 
 Situado en la parte superior, el interruptor habilitar, sirve para habilitar el uso de 
comandos. Haciendo clic sobre él podemos elegir si queremos seleccionar las variables 
a enviar (con su respectivo botón de habilitar/deshabilitar) o si queremos accionar una 
de las dos alarmas. En caso de no estar activado no se ejecutará ningún comando 
 
 La parte inferior nos muestra las tramas que LabView envía a Arduino con el fin 
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6. PRESUPUESTO: 
 
 En este apartado se detallan los costes del presente proyecto a través de 
los diferentes grandes bloques. 
 
 Se expresa el precio unitario para que en caso de modificaciones no se 
incremente excesivamente el precio del proyecto. 
 
 El 21% de I.V.A se calcula a parte debido a que tanto a algunas empresas 
como administraciones les desgraba. También, se detalla aparte para su más 
sencillo cálculo en otros países de la UE. 
 
 El precio de la mano de obra es una estimación basada en varios salarios 
conocidos medios/bajos y el número de horas que corresponden en el plan de 
estudios a el proyecto fin de carrera. 
 
 Sobre el precio total, se incluye también por separado un 13% 
correspondiente a gastos generales y un 6% a beneficios industriales. 
 
 
  6.1 Arduino Mega 2560: 
CONCEPTO Unidades Precio 
Unidad () 
TOTAL ()   
Arduino Mega 2560 1 15.54 15.54   
Cable USB 1 2.29 2.29   
      
SUBTOTAL APARTADO 6.2.1   17.83   
 
 
  6.2 Módulo LM-780 
CONCEPTO Unidades Precio 
Unidad () 
TOTAL ()   
Módulo LM-780 1 14.79 14.79   
      
SUBTOTAL APARTADO 6.2.2   14.79   
 
  6.3 Componentes electrónicos:  
CONCEPTO Unidades Precio 
Unidad () 
TOTAL ()   
Resistencias electrónicas variadas 12 0.015 0.18   
Potenciómetro 20k! 1 1.15 1.15   
Diodo LED rojo 3 0.118 0.354   
Condensador cerámico 0.01nF 2 0.146 0.292   
Conectores DIN (64 Uds.) 1 3.30 3.30   
      
SUBTOTAL APARTADO 6.2.3   5.28   
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 6.4 Componentes de montaje 
CONCEPTO Unidades Precio 
Unidad () 
TOTAL ()   
Estaño (10m) 0.15 3.47 0.52   
Placa PCB (200x300mm) 0.75 7.38 5.53   
      




 6.5 Mano de Obra 
CONCEPTO Unidades Precio 
Unidad () 
TOTAL ()   
Mano de obra de ingeniero 200 12 2400   
      




 6.6  Coste total. 
CONCEPTO TOTAL ()   
6.2 Arduino 17.83   
6.2 Modulo LM-780 14.79   
6.3 Componentes electrónicos 5.28   
6.4 Componentes de montaje 6.05   
6.5 Mano de obra 2400   
    





6.7 PRECIO TOTAL PROYECTO 
CONCEPTO TOTAL ()   
6.6 Coste total 2443.95   
Gastos generales (13%) 317.71   
Beneficio Industrial (6%) 146.64   
SUBTOTAL 2908.30   
I.V.A (21%) 610.74   
    
TOTAL PROYECTO 3519.04   
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7. COMENTARIOS Y CONCLUSIONES 
 
 7.1 PLAN DE TRABAJO. 
  
El presente proyecto ha sido diseñado en diferentes fases y en diferentes lugares 
por lo que se realizaron numerosas modificaciones durante su transcurso. 
 
 7.1.1 PLANIFICACIÓN: Desde la selección de proyecto hasta su 
ejecución ha sido necesario planificar cada una de las fases llevadas a cabo, así 
como sub-planificar dichas fases. En muchos casos por circunstancias externas 
ha habido que modificar dicha planificación. 
 
 7.1.2 DISEÑO DEL PROTOCOLO: Esta fase se desarrolló en la 
universidad Saiz-Montes de Oca en Pinar del Río (Cuba) en conjunto con el 
departamento de telecomunicaciones bajo la tutela de José Raúl Vento. La idea 
era diseñar un protocolo que atendiera a las necesidades que nos propuso nuestro 
tutor Jesús Corres desde la Universidad Pública de Navarra. Se realizó pensando 
en su implementación a través de una maquina de estados finitos desde un 
principio y para una aplicación LabView. 
 
 7.1.3 DESARROLLO HARDWARE: El hardware se desarrolló 
simultáneamente al software. Mientras se esperaba la llegada de las piezas de 
Arduino y el módulo LM-780 a Cuba se diseñaron los circuitos y una vez 
recibidas dichas piezas se montó un prototipo. 
  
 Esta fase fue toda una experiencia al no disponer de herramientas para 
poder diseñar un circuito PCB para montar el componente SMB del módulo 
LM-780. Además dejamos el prototipo en Cuba, ya que otro de los fines de 
nuestra estancia en el extranjero era la de colaborar por lo que al volver se tuvo 





Imagen 6.1.3.1 Prototipo para lectura de variables montado en Cuba 
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 7.1.4 DESARROLLO SOFTWARE: La mayor parte de software se 
desarrollo a la par que el hardware durante la estancia en Cuba, únicamente hubo 
que realizar unos retoques (relacionados con la posible pérdida de la 
conectividad y el tiempo de refresco) a la vuelta ya que en Cuba no se disponía 
de internet para consultar funciones, algoritmos ya existentes, otros protocolos 
de comunicación etc. 
 También se crearon funciones propias para contar caracteres o convertir 
datos de tipo string o char a ASCII ante dicha falta de información y recursos. 
 
 7.1.5 EVALUACIÓN: A la vuelta, se llevó cabo en España en la 
Universidad Pública de Navarra y junto al tutor Jesús Corres una evaluación de 
que el proyecto estaba desarrollado adecuadamente y retocar algunas cosas tales 
como las gráficas o realizar mejores en la conectividad. 
 
 7.1.6 REDACCIÓN DE LA MEMORIA: Una vez realizadas las 
acciones anteriormente mencionadas se procedió a redactar la presente memoria 




7.2 OBJETIVOS LOGRADOS 
 
 Se considera que se ha logrado el objetivo principal de crear un sistema 
capaz de trasmitir datos de manera inalámbrica a través de Bluetooth. Tanto en 
la parte hardware como en la software, se considera que, tanto el dispositivo 
físico creado como el programa desarrollado cumplen las funciones básicas y se 
añaden  otras como el control de alarmas y tiempos de refresco. 
 
 Otros objetivos logrados de carácter personal  han sido: realizar un 
trabajo en equipo,  aumentar los conocimientos en transmisiones inalámbricas, 
electrónica, micro-controladores y lenguajes de programación o haber realizado 
gran parte de este proyecto con ausencia de medios incrementando la capacidad 
resolutiva e imaginativa. 
 
 
7.3 PROPUESTAS DE MEJORA 
 
 El presente proyecto es un proyecto didáctico ante el cual existen 
infinitas posibilidades de mejora que se dejan para futuras fases de desarrollo. Es 
preciso destacar que dichas mejoras deberán atender siempre a las necesidades 
(ya que por ejemplo, no es lo mismo un sistema para transmitir variables 
médicas que para transmitir información de sensores de una fábrica). 
 
 Se destacan las siguientes: 
 
1. Mejora de la eficiencia en caso de pérdida de conectividad. 
2. Alimentación mediante baterías del hardware para mayor 
estabilidad. 
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3. Integración de otro tipo de sensores (fotodiodos, de 
temperatura etc..) 
4. Añadir más funcionalidades tanto de control de la transmisión 
(solicitudes de eco, cambiar el tiempo de refresco durante la 
ejecución del programa, añadir mensajes y un registro de 
errores etc...) como al programa (que se encienda la alarma en 







· Arduino ofrece un soporte tanto hardware como software muy robusto y 
sencillo que permite desarrollar numerosas aplicaciones para sistemas de 
hardware personalizados. 
· Bluetooth es un protocolo de comunicación inalámbrica muy eficiente en 
distancias cortas y cuando no hay obstáculos de por medio. Para otros 
casos se recomienda utilizar wi-fi. 
· LabView permite desarrollar interfaces gráficas de manera muy sencilla 
e intuitiva lo cual es muy interesante para aplicaciones tipo control de 
procesos. Además integra numerosas funciones de gran utilidad. 
· A la hora de diseñar el circuito PCB es importante prestar atención al 
tamaño de los componentes y distancia entre pistas, así como revisar muy 
bien el diseño antes de su montaje, ya que los errores incrementan el 
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3 Applications2 Features
LM780 Bluetooth Serial Data Module


















Part No: 780-0220 for BT2.0 F/W
Part No: 780-0223 for BT2.1 F/W
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4              Packaging Options
>DϳϴϬǁŝƚŚdϮ͘ϬнZĮƌŵǁĂƌĞ
5              Block Diagram
Tape and Reel 
Part No 780-0222
Tray Packaging
Part No  780-0221
Product: LM780
Part No: 780-0220 for BT2.0 F/W
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Product: LM780
Part No: 780-0220 for BT2.0 F/W





Paraŵeter Min Max Unit 
^ƚŽƌĂŐĞdĞŵƉĞƌĂƚƵƌĞ ͲϭϬ нϳϬ °
^ƵƉƉůǇsŽůƚĂŐĞ;sͿ нϯ нϱ͘ϱ s
hZdƉŝŶƐ͗dǆ͕Zǆ͕Zd^ĂŶĚd ^ ͲϬ͘ϱ нϱ͘ϱ s
ůůŽƚŚĞƌƉŝŶƐ s^^ Ϭ͘ϰ нϯ͘ϯ s
AbƐolute Maxiŵuŵ RaƟngƐ
Paraŵeter Min Max Unit
^ƚŽƌĂŐĞdĞŵƉĞƌĂƚƵƌĞ  ͲϰϬ нϭϱϬ °
^ƵƉƉůǇsŽůƚĂŐĞ;sͿ  ͲϬ͘ϯ нϲ͘ϱ s
hZdƉŝŶƐ͗dǆ͕Zǆ͕Zd^ĂŶĚd ^ ͲϬ͘ϱ нϳ͘Ϭ s
ůůŽƚŚĞƌƉŝŶƐ s^^ Ϭ͘ϰ нϯ͘ϯ s
General Electrical SƉeciĮcaƟon
Paraŵeter DeƐcriƉƟon Min Max Unit
/ŶƉƵƚ>ŽǁsŽůƚĂŐĞ Z^d͕W/K͕WD ͲϬ͘ϯ нϬ͘ϴ s
/ŶƉƵƚ>ŽǁsŽůƚĂŐĞ hZd  Ϭ͘ϯǆs s
/ŶƉƵƚ,ŝŐŚsŽůƚĂŐĞ Z^d͕W/K͕WD Ϭ͘ϳǆs sнϬ͘ϯ s
/ŶƉƵƚ,ŝŐŚsŽůƚĂŐĞ hZd Ϭ͘ϳǆs  s
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Product: LM780
Part No: 780-0220 for BT2.0 F/W
Part No: 780-0223 for BT2.1 F/W
Datasheet Rev1.2/19-04-12 Pin Nuŵber Naŵe TyƉe DeƐcriƉƟon
ϭ ^W/_>< / ^W/ůŽĐk
Ϯ W/KϬ //K WƌŽŐƌĂŵŵĂďůĞ/ŶƉƵƚKƵƚƉƵƚ
ϯ Z^d / ĐƟǀĞ>ŽǁZĞƐĞƚ
ϰ WD_/E / ^ǇŶĐŚƌŽŶŽƵƐĂƚĂ/ŶƉƵƚ
ϱ WD_Khd K ^ǇŶĐŚƌŽŶŽƵƐĂƚĂKƵƚƉƵƚ
ϲ hZd_dy K hZdĂƚĂKƵƚƉƵƚ
ϳ WD_>< //K ^ǇŶĐŚƌŽŶŽƵƐĂƚĂůŽĐk
ϴ hZd_Zy / hZdĂƚĂ/ŶƉƵƚ
ϵ hZd_d^ / hZdůĞĂƌƚŽ^ĞŶĚ;ĐƟǀĞ>ŽǁͿ
ϭϬ hZd_Zd^ K hZdZĞƋƵĞƐƚƚŽ^ĞŶĚ;ĐƟǀĞ>ŽǁͿ
ϭϭ h^_E //K h^ĂƚĂDŝŶƵƐ
ϭϮ h^_W //K h^ĂƚĂWůƵƐ
ϭϯ WD_^YE //K ^ǇŶĐŚƌŽŶŽƵƐĂƚĂ^ǇŶĐ
ϭϰ W/Kϳ //K WƌŽŐƌĂŵŵĂďůĞ/ŶƉƵƚKƵƚƉƵƚ
ϭϱ W/Kϲ //K WƌŽŐƌĂŵŵĂďůĞ/ŶƉƵƚKƵƚƉƵƚ
ϭϲ ^W/_D/^K K ^W/ĂƚĂKƵƚƉƵƚ
ϭϳ ^W/_DK^/ / ^W/ĂƚĂ/ŶƉƵƚ
ϭϴ W/Kϭ //K WƌŽŐƌĂŵŵĂďůĞ/ŶƉƵƚKƵƚƉƵƚ
ϭϵ ^W/_^ / ŚŝƉ^ĞůĞĐƚĨŽƌ^W//ŶƚĞƌĨĂĐĞ
ϮϬ W/KϮ //K WƌŽŐƌĂŵŵĂďůĞ/ŶƉƵƚKƵƚƉƵƚ
Ϯϭ W/Kϴ //K WƌŽŐƌĂŵŵĂďůĞ/ŶƉƵƚKƵƚƉƵƚ
ϮϮ W/Kϯ //K WƌŽŐƌĂŵŵĂďůĞ/ŶƉƵƚKƵƚƉƵƚ
Ϯϯ s^^ E/ 'ƌŽƵŶĚ
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Product: LM780
Part No: 780-0220 for BT2.0 F/W
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Version Date Description 
v1.0 07/06/2010 First Version 
v1.1 22/10/2012 1. Add information about pin connections 
2. Add information about Reset Circuit 
v1.2 13/03/2013 1. Update PIO information for Ring Indicator, Carrier 
Detect and other functions 
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1 GeneralGuidelines-ModulePositioning
 
LM780 module includes on-board antenna and RF tracks on the PCB board which necessitates the 
customer board/end product hardware designer to follow recommended guidelines during 
placement of LM780 modules in customer product. 
The below guidelines must be considered for positioning LM780 module: 
x Components should be at least 5mm away from the module, this will help to maximise the 




The following table shows the minimum number of pin connections and their functions to make the 
module usable 





Link Indication  18 (PIO 1) Connect to LED if 
required 
Connection status indication as shown in 
the Reset and LED circuit below. Blinking 
in slave mode, waiting for connection. In 
connected mode LED is solid ON 
Factory Restore 
Button 
22 (PIO 3) Connect to button 
if required 
Input signal. Used to restore factory 
setting if active high >3 sec 
RF Output NA  NA Not required since Antenna is Onboard 
3V3 (Vdd) 24 Host Power Supply 
(3.3V) 
 
GND (Vss) 23 Common Ground  
RESET 3 Pull up or connect 
to Host 
Active Low. Refer to Reset and LED circuit 
below 
UART_CTS 9 Host UART RTS Short to UART_RTS(pin 10) if host doesnt 
support RTS/CTS flow control 
UART_RTS 10 Host UART CTS Short to UART_CTS(pin 9) if host doesnt 
support RTS/CTS flow control 
 LM780 Module Integration Notes  v1.2 
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UART_Tx 6 Host UART Rx  
UART_Rx 8 Host UART Tx  
SPI_MISO 16  Solder pad on main PCB 
SPI_MOSI 17  Solder pad on main PCB 
SPI_CSB 19  Solder pad on main PCB 
SPI_CLK 1  Solder pad on main PCB 
RI 20 (PIO 2) Ring Indication This pin works similar to a modem Ring 
Indication. Firmware pulls this PIO high by 
default but when there is an incoming 
connection request, this pin is pulled low 
and again high when the connection is 
accepted or rejected. Please note this PIO 
is only used when RICD setting is enabled 
i.e. AT+RICD?\r=RICD+ and when module 
is in slave mode 
DCD 15 (PIO 6) Data Carrier Detect This pin works similar to Data Carrier 
Detect (DCD) of a modem. The firmware 
informs the host using this pin whether a 
Bluetooth connection is present or not. 
Firmware keeps this pin high by default 
but pulls it low when Bluetooth 
connection is present. Please note this 
PIO is only used when RICD setting is 
enabled i.e. AT+RICD?\r=RICD+ 
DTR 14 (PIO 7) Data Terminal 
Ready 
This feature is only present in firmware 
v6.18 onwards. It emulates the RS232 DTR 
pin depending on the modem signal 
setting (AT+MODEM command). If the 
modem signal setting is set to remote 
handshake, this signal is propagated to 
remote Bluetooth device depending on 
the status of Bluetooth connection. See 
AT+MODEM command description in AT 
Command Manual for more information. 
DSR 21 (PIO 8) Data Set Ready This feature is only present in firmware 
v6.18 onwards. It emulates the RS232 DSR 
pin depending on the modem signal 
setting (AT+MODEM command). This pin 
should be connected to the host DTR. If 
the modem signal setting is set to remote 
handshake, this signal is propagated to 
remote Bluetooth device. So the remote 
 LM780 Module Integration Notes  v1.2 
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device will know the status of local hosts 
DTR pin. See AT+MODEM command 
description in AT Command Manual for 
more information. 
 
The Reset and LED Circuit of the LM780 module is shown below. A push button can be included in 
the reset circuit to pull the Reset PIN3 low to reset the module. 
 







The Mediastic Bluetooth v4.0 Adapter converts a host computer
to a Bluetooth Smart Ready system. When connected with a
Bluetooth Smart device, the device can fully benefit from the
new features of the Bluetooth Smart Ready system:
2.5 times longer transmission range compared to the
traditional Bluetooth Class 2 range for up to 80 feet / 25
meters.
Low energy mode enables low power consumption to
prolong battery life of Bluetooth v4.0 Smart Devices.




One available USB port.
Access to CD Drive (internal or external).
700MB of storage space available for Bluetooth
software.
Operating Systems:
Windows 98, 2000, Me, Windows XP, Windows Vista,






Installation Guide | Mediastic USB Bluetooth Solutions http://www.mediastic.biz/installation-guide/
1 de 6 17/06/2014 9:07
Software
Insert the Mediastic Bluetooth v4.0 Adapter into the
available USB port on your computer.
Insert the CD-ROM into your computers CD Drive.
Run setup.exe. The CSR Harmony Splash Screen will
appear.
The Installation process will start; select a language and
click OK.
Install The Microsoft .NET Framework and click Install.
Install The CSR Harmony Software Stack and click Next.
Follow the instructions on the screen.
Select I accept the terms in the license agreement and
click Next.
It is recommended to keep the default installation path.
Click Next.
You will now be prompted to set up the Bluetooth stack.
The recommended settings are:- Discovery Mode:
Installation Guide | Mediastic USB Bluetooth Solutions http://www.mediastic.biz/installation-guide/
2 de 6 17/06/2014 9:07
select Discovery On to allow other Bluetooth hosts to
find your computer.
- SCMS-T: select Enabled to support music in SCMS-T
format.
- Device Type: select Desktop Computer or Laptop
Computer depending on your machine.
- Then, Click Next.
The program is now ready to be installed. Click Install.
The Installation will take a few minutes. Keep`the window
open until it is finished.
Connecting Bluetooth Devices
Now your computer is Bluetooth 4.0 enabled you are
now ready to connect your Bluetooth devices. Before
you are able to use a Bluetooth device for the first time
you must connect your device through a standard
procedure of discovery and pairing.- You have a choice
of using your Windows OS native Bluetooth software
stack or the included software driver by CSR that comes
with your Mediastic Bluetooth v4.0 Adapter to support
your Bluetooth devices. To fully benefit from the
Bluetooth v4.0 LE (Low Energy) and EDR (Enhanced
Data Rate) we recommend you use the included
software driver by CSR.- Please also note that this
product upgrades your computer to a Bluetooth Smart
Ready host system, its full benefits are available when
connected to a Bluetooth Smart device that is also
designed with Bluetooth 4.0. Your Smart Ready host
system is backward compatible with
all traditional and previous versions of Bluetooth
devices; however, the devices will function as what they
are without the full benefits of the Bluetooth v4.0 LE and
EDR.
Run the CSR Harmony Bluetooth Stack by double
clicking the Bluetooth icon on your system tray or
desktop.
Make sure your Bluetooth device is in pairing mode. Just
go to the blue Bluetooth icon on the notification area and
right click. Select Add Bluetooth Device.
Installation Guide | Mediastic USB Bluetooth Solutions http://www.mediastic.biz/installation-guide/
3 de 6 17/06/2014 9:07
When your Bluetooth device is found, double click the
device name to make the connection.
When device is successfully connected to your host
system, a green check mark is shown next to the device.
Click Finish to exit and the device will now be working.
Connecting a Keyboard
Installation Guide | Mediastic USB Bluetooth Solutions http://www.mediastic.biz/installation-guide/
4 de 6 17/06/2014 9:07
© 2014 Mediastic USB Bluetooth Solutions  Responsive Theme powered by
WordPress
When connecting a keyboard, the Add Bluetooth
Device Wizard will ask for a pairing code. Enter
the code on the Bluetooth keyboard you are
pairing (not the built-in notebook computer
keyboard) and press Enter on the keyboard to
send the code.
To check the Bluetooth device status, click on
the Bluetooth icon on your system tray.
Removing Bluetooth Devices
To remove devices from your Bluetooth connection,
select File and from the pull down menu select




Before connecting a new Bluetooth device, make
sure the device is turned on, has Bluetooth enabled
and is discoverable.
When connecting a new Bluetooth device, you may
be unable to find your device during pairing
for a number of reasons, these include:- The device
is turned off.
- The devices battery is low or flat.
- The device is not in range.
- The device does not have Bluetooth enabled.
- The device is not in discoverable mode
Installation Guide | Mediastic USB Bluetooth Solutions http://www.mediastic.biz/installation-guide/
5 de 6 17/06/2014 9:07
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/* INTERCAMBIO DE DATOS ARDUINO (actuando como servidor) y LABVIEW 
(actuando como cliente). 
 
   Se leen i=8 señales analógicas (0-5V) conectadas a los pins A0-
A7 de Arduino y se transmiten mediante un transmisor/receptor 
bluetooth conectado a los pins TX14 y RX15. 
    
   Los datos se transmiten en serie a través del puerto Serial 
(correspondiente al transmisor/receptor Bluetooth) de Arduino que 
funciona a 19200 bps sin salto de linea.  
 
   Dichos datos se estructuran conforme al protocolo establecido de 
la siguiente manera y son transmitidos y recibidos como caracteres 
ASCII: 
        
        <L| N_SECUENCIA | CODIGO_DE_SEGURIDAD |L | COMANDO_DATOS | 
Li | DATOSi (2bytes/dato)| L| CONTROL DE ERROR | > 
         
        Donde: < = Inicio de trama (1byte). 
               L = Longitud (en bytes) del carácter proximo (1byte  
      equivalente a un caracter ASCII). 
               N_SECUENCIA = Número de la secuencia (1byte). 
               CODIGO_DE_SEGURIDAD = Código de seguridad (1byte =  
         206) 
               COMANDO_DATOS = Selección de modo de funcionamiento  
       (1 byte): 
                               COMANDO: El cliente manda comandos 
que ejecuta Arduino, tales como seleccionar que señales se 
transmiten, encender una alarma... 
                                
                               DATOS: Se transmiten todas las 
señales de forma normal. 
              
              DATOSi = Datos de la variable i (valores entre 0-1023 
correspondientes a una variable de 2bytes). 
              CONTROL DE ERROR: Suma de los valores de todo lo 
enviado anteriormente a excepción de los simbolos 
              de inicio y fin de trama y el valor del propio error. 
               
   El envio se realiza mediante un proceso de pregunta-respuesta, 
por lo que hasta obtener una trama procedente de LabView válida, 





//VARIABLES GLOBALES          // 
/////////////////////////////// 
 
  #define PowerLED 23   //seleción del PIN en el que se encuentra 
conectado el LED ROJO; 
  #define LED_Amarillo 22 ///seleción del PIN en el que se 
encuentra conectado el LED AMARILLO (ALARMA); 
  #define c_seg 206    //codigo de seguridad = 206; 
   
  unsigned int n_seq = 0;        // variable para almacenar el nº 
de secuencia 
  byte c_d = 0;        // Comandos o datos a ejecutar o continuar  
   
  byte Sensor_PIN[] = {A7, A6, A5, A4, A3, A2, A1, A0}; //ENTRADAS 
ANALÓGICAS 
  unsigned int Sensor[8];  //Almacenamiento de los datos 
procedentes de las variables analógicas 
  byte l_S[8];             //Longitud de los datos procedentes de 
las variables analógicas 
  unsigned int retardo = 0; 
   
  unsigned int dat_rec[8]; //Almacenamiento de los datos recibidos 
para analizarlo y ejecutar los comandos que portan 
  byte l_dat_rec[8]; 
   
  String datos_recibidos = "";    //String en el que se almacenan 
datos recibidos. 
   boolean recepcion = false; 
   
 
   
///////////////////////////////// 
//DECLARACION DE FUNCIONES    // 
/////////////////////////////// 
 
byte cuentaChars(unsigned long N); 
byte l_error (int d_error); 
unsigned int string2int (String objeto, int inicio, int fin); 
String CAPTURA_DATOS (unsigned int c_d, unsigned int D1); 
int CALCULA_ERROR(unsigned int n_seq, int c_d); 














   Serial3.begin(19200); //Inicialización del puerto Serie3 en el 
que se encuentra conectado el módulo LM780 a Arduino 
   Serial3.setTimeout(60000); //Timeout para la recepción de datos 
  datos_recibidos.reserve(100); //Datos reservados para la 
recepcion de datos 
  pinMode(PowerLED, OUTPUT);  //Pin PowerLED como salida 












   
   if (Serial3.available()){  //RECIBE MIENTRAS EL PUERTO DE SERIE 
ESTE DISPONIBLE 
   RECIBE_DATOS(); 
   } 
   if (recepcion){  //SI HA RECIBIDO CORRECTAMENTE DATOS 
     ANALIZA_DATOS();  //ANALIZA 
     ENVIA_DATOS();   //ENVIA 
     datos_recibidos="";  //RESET DE LOS DATOS RECIBIDOS 
     recepcion=false;  //RESET DEL FLAG DE RECEPCION 







extern String datos_recibidos; 
extern boolean recepcion; 
 
boolean continuar; 
static char inChar; 
 
void RECIBE_DATOS(){ 
   
  /* FUNCIÓN QUE REALIZA LA LECTURA DE LOS DATOS QUE SE RECIBEN EN 
EL BUFFER 
  DEL PUERTO SERIAL3 */ 
      char inChar = (char)Serial3.read();  
     
    if (inChar == '<') {  
      continuar = true; 
      } 
     
    if (continuar == true){ 
    datos_recibidos += inChar;  
    } 
     
    if (inChar == '>' && continuar == true){ 
      continuar = false; 
      recepcion = true; //Se confirma que se ha recibido 
correctamente 





FUNCIÓN ANALIZA_DATOS:  
 
     //VARIABLES GLOBALES DE DENTRO DEL PROCESO DE ANÁLISIS DE 
DATOS 
      extern unsigned int n_seq; 
      extern byte c_d; 
      extern String datos_recibidos; 
       
       //VARIABLES TEMPORALES PARA PROCESAR LOS DATOS RECIBIDOS 
      static unsigned long suma_recibida = 0; 
      static byte ESTADO = 0; 
      static byte l_nseq; 
      static unsigned int n_seq_recibida; 
      static byte cseg_r; 
      static byte l_cdre; 
      static byte cd_r; 
      static byte l_error_r; 
      static unsigned long error_r; 
       
      void ANALIZA_DATOS(){ 
         
         
     //COMPROBACIÓN DE QUE LA TRAMA RECIBIDA ES CORRECTA MEDIANTE 
      //UNA MAQUINA DE ESTADOS FINITOS 
       
       
      int indice = 1; 
       
      //ESTADO 0 (n_seq) 
      if (isDigit(datos_recibidos[1]) && ESTADO == 0){ 
        l_nseq =  datos_recibidos[indice] - '0';   //LECTURA DE LA  
 LONGITUD DEL NÚMERO DE SECUENCIA 
        indice++;  //Incremento del indice 
        suma_recibida = l_nseq;  //Acomulación de valores para 
comprobación de errores 
        n_seq_recibida = string2int (datos_recibidos, indice, 
indice+l_nseq); //Lectura del NUMERO DE SECUENCIA 
        suma_recibida = suma_recibida + n_seq_recibida; 
//Acomulación de valores para comprobación de errores 
        indice = indice + l_nseq; //Incremento del indice 
        ESTADO = 1;  //CAMBIO DE ESTADO.        
 
         
        cseg_r = string2int(datos_recibidos, indice, indice+3);  
//SE LEE EL CODIGO DE SEGURIDAD PARA COMPROBARLO EN EL SIGUIENTE 
ESTADO 
        indice=indice+3; 
        suma_recibida = suma_recibida + cseg_r; 
        } else { ESTADO = 0; } 
         
     if (ESTADO == 1 && cseg_r == c_seg){ 
        //CODIGO DE SEGURIDAD CORRECTO 
        l_cdre = datos_recibidos[indice] - '0'; //LECTURA DE la 
longitud de C-D 
        indice++; 
        suma_recibida = suma_recibida + l_cdre; 
        ESTADO = 2; 
     } else  
        { //CODIGO DE SEGURIDAD ERRONEO             
             ESTADO = 0;  
         }   
            
     if (ESTADO == 2){ 
       cd_r = string2int(datos_recibidos, indice, indice+l_cdre); 
//LECTURA DE C_D 
       indice = indice + l_cdre; 
       suma_recibida = suma_recibida + cd_r; 
       ESTADO = 3; 
     } else { ESTADO = 0; } 
      
     if (ESTADO == 3){ //LECTURA DE LOS DATOS CORRESPONDIENTES A 
COMANDOS 
       for (int i=0; i<=7; i++){ 
         l_dat_rec[i] = datos_recibidos[indice] - '0'; 
         indice++; 
         suma_recibida = suma_recibida + l_dat_rec[i]; 
         dat_rec[i] = string2int (datos_recibidos, indice, 
indice+l_dat_rec[i]); 
         indice = indice + l_dat_rec[i]; 
         suma_recibida = suma_recibida + dat_rec[i]; 
       } 
       ESTADO = 4; 
     } else { ESTADO = 0; } 
      
      
     if (ESTADO == 4){ //LECTURA DEL ERROR 
       l_error_r = datos_recibidos[indice] - '0'; 
       indice++; 
       suma_recibida = suma_recibida + l_error_r; 
       error_r=string2int(datos_recibidos,indice,indice+l_error_r); 
       indice = indice + l_error_r; 
       ESTADO = 5; 
     } else { ESTADO = 0; } 
      
      
     if (ESTADO == 5 && suma_recibida == error_r){ //COMPROBACIÓN 
DE QUE LA TRAMA ES CORRECTA 
        
        
       ///VALIDAR DATOS y EJECUTAR ACCIONES O COMANDOS. 
        
       n_seq = n_seq+1; 
       c_d = cd_r; 
       ESTADO = 0; 
     } else { ESTADO = 0; } 







  extern unsigned int n_seq;        // variable para almacenar el 
nº de secuencia 
  extern byte c_d;        // Comandos o datos a ejecutar o 
continuar  
  extern unsigned int retardo;   
  extern unsigned int dat_rec[8]; //Almacenamiento de los datos 






   
  /* FUNCIÓN QUE CONTRUYE UNA TRAMA DE DATOS Y LA ENVIA A TRAVÉS 
DEL PUERTO SERIAL3 */ 
 
//delay(retardo); 
    //TRANSMISIÓN DE UNA SECUENCIA DE DATOS 
  
    String datos = CAPTURA_DATOS (c_d, dat_rec[0]); //Obtención de 
variables analógicas en función de c_d recibido 
    int error =  CALCULA_ERROR(n_seq, c_d); 
    String trama = CONSTRUIR_TRAMA(n_seq, c_d, datos, error); 
    Serial3.print(trama); 
 
     






extern byte c_d; 
extern unsigned int Sensor[8]; 
extern byte l_S[8]; 
extern unsigned int dat_rec[8]; 
extern byte l_dat_rec[8]; 
extern unsigned int retardo; 
 
String CAPTURA_DATOS (unsigned int c_d, unsigned int seleccion){ 
    /*FUNCION QUE REALIZA LA LECTURA DE LAS VARIABLES ANALÓGICAS 
      EN FUNCIÓN DEL CAMPO C_D RECIBIDO y DATOS 1 (donde cada bit 
    corresponde a el encendido o apagado de una de las variable) y  
    LO ALMACENA EN EL ARRAY Sensor[i]*/ 
     
  String enviar_sensor = "";  
   
    if ((bitRead(c_d, 7) == 1) && (bitRead(c_d, 0) == 1)){ 
      //SELECCIÓN DE VARIABLES 
      for (int i = 7; i>=0; i--){ 
        if(bitRead(seleccion, i) == 1){ 
          Sensor[i] = analogRead(Sensor_PIN[i]);delay(1); 
          l_S[i]=cuentaChars(Sensor[i]); 
          enviar_sensor += String(l_S[i]); 
          enviar_sensor += String(Sensor[i]); 
        } else {Sensor[i] = 0; 
               l_S[i]=cuentaChars(Sensor[i]); 
               enviar_sensor += String(l_S[i]); 
               enviar_sensor += String(Sensor[i]);  
         } 
      } 
    } 
    else{ 
      for (int i = 7; i>=0; i--){ 
        Sensor[i] = analogRead(Sensor_PIN[i]);delay(1); 
        l_S[i]=cuentaChars(Sensor[i]); 
          enviar_sensor += String(l_S[i]); 
          enviar_sensor += String(Sensor[i]); 
      } 
   } 
  
  //if ((bitRead(c_d, 7) == 1) && (bitRead(c_d, 1) == 1)){ 
  //    // RETARDO 
  //    retardo = dat_rec[1] * 1000; 
  //} else{ retardo = 0; } 
     
  if ((bitRead(c_d, 7) == 1) && (bitRead(c_d, 2) == 1)){ 
      //ALARMA 2 
        digitalWrite(PowerLED, HIGH); 
      } 
      else{ 
        digitalWrite(PowerLED, LOW); 
      } 
  
 
    if ((bitRead(c_d, 7) == 1) && (bitRead(c_d, 3) == 1)){ 
      //ALARMA 
        digitalWrite(LED_Amarillo, HIGH); 
      } 
      else{ 
        digitalWrite(LED_Amarillo, LOW); 
      } 
       






extern unsigned int n_seq; 
extern byte c_d; 
extern String datos; 
extern int error; 
 
String CONSTRUIR_TRAMA(unsigned int n_seq, int c_d, String datos, 
int error){ 
     
    /*  FUNCIÓN QUE CONSTRUYE EL STRING DE DATOS A ENVIAR */ 
     
  String TEMP = "<"; 
  TEMP += String(cuentaChars(n_seq)) += String (n_seq); 
  TEMP += String(206); 
  TEMP += String(cuentaChars(c_d)) += String (c_d); 
  TEMP += datos; 
  TEMP += String(l_error(error)) += String (error); 
  TEMP += '>'; 








extern unsigned int n_seq; 
extern byte c_d; 
extern unsigned int Sensor[8]; 
extern byte l_S[8]; 
 
int CALCULA_ERROR(unsigned int n_seq, byte c_d){ 
  /*FUNCIÓN QUE CALCULA EL NÚMERO DE CONTROL DE ERRORES 
  QUE CORRESPONDE A LA SUMA DE TODOS LOS VALORES ENVIADOS 
  ANTERIORMENTE*/ 
 
 int TEMP = 0; 
 TEMP = cuentaChars(n_seq) + n_seq + 206; 
 TEMP = TEMP + cuentaChars(c_d) + c_d; 
 for (int i = 7; i>=0; i--){ 
   TEMP = TEMP + Sensor[i] + l_S[i]; 
 } 
 TEMP = TEMP + l_error(TEMP); 






extern unsigned long N; 
 
 byte cuentaChars(unsigned long N){    
   /*FUNCIÓN QUE CUENTAL EL NÚMERO DE CARACTERES QUE TIENE UN 
NÚMERO entero de 2 bytes  
   cuyo valor máximo es 2^16=65536, y por tanto 5 
cárácteres=1byte*/ 
   if (N>=0 && N<10){ return(1); } 
   if (N>=10 && N<100) { return (2); } 
   if (N>=100 && N<1000) { return (3) ; } 
   if (N>=1000 && N<10000) { return (4) ; } 





 extern int d_error; 
  
 byte l_error (int d_error){ 
   /*FUNCIÓN que corrige la longitud del error, ya que esta también 
se suma 
   al control de errores*/ 
    
   if (d_error<9){return(1);} 
   if (d_error>=9 && d_error<98){return (2); } 
   if (d_error>=98 && d_error<997) {return(3); } 
   if (d_error>=997 && d_error<9996) {return(4); } 
   if (d_error>=9996) { return(5); } 





extern String objeto; 
extern int inicio; 
extern int fin; 
 
 unsigned int string2int (String objeto, int inicio, int fin){ 
    /* FUNCION string2int: 
       ENTRADAS: 1. String en el que realizar la conversión 
                 2. Indice del sting en el que empieza el número. 
                 3. Indice del string en el que termina el número. 
                  
       SALIDAS: 1. Número en formato unsigned int. 
                   En caso de no ser un número no funciona. 
       */ 
        
  String TEMP;  
  for (int i=inicio; i < fin; i++){ 
    TEMP += objeto[i]; 
  } 
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L U I S  P É R E Z  B E S A .
U P N A
T U T O R :  J E S Ú S  C O R R E S
SISTEMAS DE MONITORIZACIÓN 
DE CONSTANTES VITALES CON 
DISPOSITIVOS INALÁMBRICOS
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 DEMOSTRACIÓN DE FUNCIONAMIENTO
1. DESCRIPCIÓN
 Crear un entorno (software y hardware) capaz de 
trasmitir variables analógicas de manera inalámbrica.
 ¿Para que? Para transmitir variables médicas.
 Aplicaciones:
 Monitorizar constantes vitales en planta, en casa, o durante la 
realización de una actividad. 
¿Cómo?
 Crearemos, un hardware y un software conforme a 




o LabView (cliente) gobierna al 
dispositivo (servidor) operando 
mediante pregunta-respuesta.
o El servidor espera que LabView
establezca la conexión.
o En caso de pérdida de conectividad, 
de recepción y envío de trama errónea  
o timeout, LabView vuelve a mandar 
una trama hasta obtener respuesta
2. PROTOCOLO BLUETOOTH (II)
 FORMATO DE LA TRAMA de DATOS
<L_Nseq N_Seq C_Seg L_CD CD L_D0 D0 ...  L_D7  D7  L_Suma Suma>
NOTA: LOS DATOS SE TRANSMITEN EN FORMATO ASCII
<: Carácter de inicio de trama
L_NSEQ:  Longitud número secuencia  ¿Por qué se transmiten las longitudes?  
N_SEQ: Número de secuencia  ¿Para que  sirve  y que utilidades tiene?
C_SEG: Código de seguridad  Justificación
L_CD: Longitud del campo comando o datos
CD: Comando o datos   Justificación, utilidad y funcionamiento a continuación.
L_Di: Longitud del dato que se transmite a continuación
Di: Valor del dato correspondiente a la variable  procedente del sensor i.  Formato de datos
L_SUMA: Longitud de  la suma de datos.
SUMA: Suma de todos los valores anteriores  Control de errores
>: Carácter fin de trama.
2. PROTOCOLO BLUETOOTH (III)
 CD: Comando o datos. Se trata de un espacio de 1 byte  reservado a comandos  como 
seleccionar únicamente que variables se transmiten o activar alarmas.
Bit 7 | Bit 6 | Bit 5 | Bit 4| Bit 3 | Bit 2 | Bit 1 | Bit 0
2.PROTOCOLO BLUETOOTH (IV)
 FORMATO DE LOS DATOS: (Arduino LabView)
El conversor A/D de ARDUINO convierte valores 
analógicos de entre 0V y 5V a valores digitales de 10 
bits (entre 0 y 1023) para cada una de las entradas.
 LabView emplea los de datos para transmitir a 
Arduino información sobre posibles comandos 
(como seleccionar que variables se activan).
3. HARDWARE (ARDUINO)
 ARDUINO: 
 Es un micro controlador que obtiene los datos de las 
variables analógicas y los transforma en datos 
digitales
o Procesa los datos y los envía al 
transmisor Bluetooth que está 
conectado a él a través de su puertos 
de serie. 
oTambién recibe y ejecuta los 
comandos conforme al protocolo 
desarrollado
3. HARDWARE (MÓDULO LM-780)
 Componente electrónico SMB que envía y recibe datos por 
Bluetooth.
 Los datos que envía por bluetooth los recibe de Arduino a 
través de su puerto serie
 Los datos que recibe por bluetooth los envía a Arduino a 
través de su puerto serie.
3. HARDWARE (SIMULACIÓN DE VARIABLES)
 Al no disponer directamente de las señales procedentes de 
los sensores se simularon mediante una serie de variables 
analógicas simples
3. HARDWARE: MÁS
 Se añadió a diseño un condensador de 0.1 uF para proteger 
al componente SMB.
 Se añadieron al diseño dos diodos LED para usarlos como 
alarmas
 Se montó todo sobre una placa PCB que se pudiera pinchar 
sobre Arduino.
5. HARDWARE (EJEMPLO PCB)
4. DESARROLLO SOFTWARE  ARDUINO
 Para que Arduino realice las funciones propias del protocolo 
(lectura de datos, envío y recepción de los mismos, encender/apagar 
alarmas…) es necesario programarlo. 
El programa se divide en dos:
1- Una parte de 
configuración que se ejecuta una sola 
vez.
2 – Un bucle en el que 
permanece  mientras Arduino se mantenga 
encendido. Esta parte se trata de una 
MAQUINA DE ESTADOS FINITOS que 
realiza las funciones del protocolo
4. DESARROLLO SOFTWARE  ARDUINO
 La función RECIBE_DATOS(), lee los datos del 
buffer del puerto de serie 3 de Arduino al que se 
encuentra conectado el transmisor/receptor 
bluetooth y almacena los datos comprendidos entre 
los símbolos < y >
 La función ANALIZA_DATOS(), analiza los 
datos recibidos (mediante otra máquina de estados 
finitos). En caso de que sean válidos los almacena 
como datos válidos. 
 La función ENVIA_DATOS: Construye y envía la 
trama que se enviará a LabView en función del 
campo CD recibido.
4. DESARROLLO SOFTWARE  ARDUINO
FUNCIÓN RECIBE_DATOS()
4. DESARROLLO SOFTWARE  ARDUINO
FUNCIÓN ANALIZA_DATOS()
4. DESARROLLO SOFTWARE  ARDUINO 
FUNCIÓN ENVIA_DATOS()
CAPTURA_DATOS: Lee el campo CD, 
enciende las alarmas, selecciona las 
variables activadas para trasmitirlas.
CALCULA_ERROR: Calcula el valor 
de control de errores de la trama actual.
CONSTRUIR_TRAMA: Construye 
una trama con el formato establecido 
<L_NSEQ, NSEQ….>
ENVIAR_TRAMA: Envía la trama al 
módulo LM780 para que este lo 
transmita por bluetooth.
4. DESARROLLO SOFTWARE  ARDUINO 
OTRAS SUB-FUNCIONES.
 Hubo que crear otras funciones como: l_error, 
cuentaChars o string2int como herramientas para 
realizar operaciones.
 L_error corrige la longitud del error, cuentaChars, 
sirve para contar carácteres y strin2int convierte una 
parte de un string numérico a un valor entero.
4. DESARROLLO SOFTWARE  LabView
 Mediante LabView se creó la interface que recibe los 
datos de las variable y permite el control de arduino.
 2 Partes:
 PANEL FRONTAL (Diseño gráfico de botones, controles, 
gráficas…)
 DIAGRAMA DE BLOQUES (Funciones que realiza el 
programa)
4. DESARROLLO SOFTWARE  LabView
PANEL FRONTAL
 SE AÑADEN LOS ELEMENTOS QUE FORMAN 
PARTE DE LA INTERFACE GRÁFICA
4. DESARROLLO SOFTWARE  LabView
DIAGRAMA DE BLOQUES
• La función principal del programa 
(RECIBIR y ENVIAR datos) se 
implementa nuevamente a través de una 
máquina de estados finitos
4. DESARROLLO SOFTWARE  LabView
DIAGRAMA DE BLOQUES
 Para implementarla empleamos los siguientes 
elementos:
5. PROGRAMA CREADO
 PARA EJECUTAR EL PROGRAMA SE NECESITA:
 TENER LAB VIEW RUN-TIME (ENTORNO LABVIEW 
INSTALADO)
 TENER DISPOSITIVO BLUETOOTH EN EL PC.
 QUE ARDUINO ESTÉ ENCENDIDO (vía USB o vía su entrada 
de alimentación)
5. PROGRAMA CREADO (PANTALLA PRINCIPAL)
5. PROGRAMA CREADO (LECTURA DE DATOS)
5. PROGRAMA CREADO (GRÁFICAS)
5. PROGRAMA CREADO (CONTROL)
6. PRESUPUESTO (RESUMEN)
7. PROPUESTAS DE MEJORA
 1. Mejora de la eficiencia en caso de pérdida de conectividad.
 2. Alimentación mediante baterías del hardware para mayor 
estabilidad.
 3. Integración de otro tipo de sensores (fotodiodos, de 
temperatura etc..)
 4. Añadir más funcionalidades tanto de control de la 
transmisión(solicitudes de eco, cambiar el tiempo de 
refresco durante la ejecución del programa, añadir 
mensajes y un registro de errores etc...) como al 
programa (que se encienda la alarma en caso de error, 
se transmitan los datos a una plataforma online...).
PREGUNTAS Y EJEMPLO DE FUNCIONAMIENTO
