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ABSTRAKT
Tato práce popisuje volně dostupné knihovny, které se zabývají zpracováním obrazu.
Jmenovitě se jedná o ITK, VTK a OpenCV. Je popsán postup instalace ze zdrojových
kódů, popis architektury a základní použití knihoven. Úvodní část dokumentu se stručně
zabývá některými algoritmy pro zpracování obrazu, se kterými se může uživatel setkat v
popisovaných knihovnách. V druhé části je pak popsán data-minig nástroj RapidMiner a
jeho možné spojení s knihovnou ITK.
KLÍČOVÁ SLOVA
zpracování obrazu, ITK, VTK, OpenCV, RapidMiner, filtrace, segmentace, trojrozměrná
vizualizace
ABSTRACT
The aim of this document is to describe open-source libraries for image processing —
ITK, VTK and OpenCV. Their architectures are described and it is shown how to compile
and use them in real applications. It also provides basic description of algorithms for
image processing. In the second part of this document, we try to use ITK library with
data-mining environment RapidMiner.
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ÚVOD
Zpracování obrazu je disciplína, při níž se snažíme zakódovat informace o reálném
světě do předem definované struktury a následně je analyzovat pro další úrovně
zpracování. Příkladem může být detekce pohybu, klasifikace objektů (chceme spočítat
rezistory na fotografii plošného spoje, ale nemáme zájem o množství kondenzátorů),
porozumění scény v obraze (vyhledávání anomálií v lékařských snímcích z magne-
tické resonance – tyto snímky je potřeba předzpracovat, nalézt v nich jednotlivé
objekty (orgány) a následně analyzovat a identifikovat problém, což ale již nepatří
do zpracování obrazu, ale do oboru umělé inteligence).
Zpracování obrazu je tedy první krok při práci s obrazovými daty, na který
navazují další obory jako umělá inteligence, počítačové vidění, měření fyzikálních ve-
ličin, apod. Zpracování obrazu proto řadíme mezi nižší úroveň zpracování. [1, s. 11-13]
Celý proces zpracování obrazu můžeme rozdělit do několika základních kroků, které se
liší podle zdroje obrazových dat (jinak budeme zacházet s fotografií obličeje pořízenou
pomocí fotoaparátu a jinak budeme zacházet se snímky z magnetické resonance)
a podle toho co chceme s daty dále dělat (při detekci pohybu nám budou stačit
jen základní informace o objektech na scéně, kdežto při klasifikaci a rozpoznávání
objektů již potřebujeme podrobnější údaje).
Nezávisle na zdroji dat nebo následném zpracování však můžeme tento proces
rozdělit do těchto základních kroků:
• Snímání scény (převod informace o scéně do digitální podoby).
• Předzpracování (potlačení šumu, filtrace, případně i převod do podoby vhodnější
pro další krok).
• Segmentace (rozpoznání jednotlivých objektů, odlišit pozadí a popředí scény,
redukce nedůležitých částí).
• Popis objektů (liší se podle toho co se v obraze snažíme najít a co nás zajímá,
objekty můžeme popsat jejich vlastnostmi, vazbami s ostatnímy objekty, pozicí
v obraze).
V tomto dokumentu se zaměříme na popis volně dostupných (open-source) knihoven,
které můžeme pro zpracování obrazu využít. Tyto knihovny by měly obsahovat
algoritmy pro filtraci, segmentaci, případně i vizualizaci dat.
Zároveň je nutné si uvědomit, co od těchto knihoven očekávat nemůžeme – snímání
obrazu a popis objektů. Tyto knihovny již očekávají data v nějaké digitální podobě,
proto snímání obrazu nechávají na uživateli, který se může rozhodnout jaký zdroj
dat zvolí. Také se nesnaží nijak data klasifikovat ani popisovat. Pokud by tomu bylo
naopak, mohli bychom je využít pouze pro úzce specializované oblasti a přestaly
by být univerzální. Popis objektů je silně závislý na obsahu dat a jejich následném
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využití pro vyšší zpracování. Všechny zde popisované knihovny jsou použitelné pro
obecná data, a proto implementují pouze algoritmy pro předzpracování a segmentaci.
Další klasifikaci a interpretaci informací nechávají na uživateli.
V druhé části se zaměřím pouze na knihovnu ITK, její použití v jazyce Java (včetně
kompilace knihovny s podporou tohoto jazyka), popis tříd a zvláštností v rozhraní
pro Javu oproti nativnímu C++ a nakonec i použití v nástroji RapidMiner.
Tento nástroj je vyvíjen pod open-source licencí v jazyce Java a zaměřuje se na
zpracování signálů a tím pádem jej můžeme využít i ke zpracování obrazu. Spojením
RM a knihovny ITK tak můžeme získat nástroj s přivětivým uživatelským rozhraním,
jehož použití nevyžaduje znalost jazyků C++ a Java, a množství algoritmů pro
načtení, filtrování a segmentaci obrazu, které obsahuje ITK.
Toto spojení ale není bez potíží. Jak již bylo řečeno, RM je napsán v Javě a ITK
v C++. Je tedy nutné zkompilovat projekt s rozhraním pro jazyk Java. Wrapper
pro tento jazyk využívá mírně upravený nástroj SWIG, který je potřeba správně
nastavit před vlastním překladem knihovny. [11, 18]
Další obtíží při používání ITK v Javě je neexistující dokumentace. Ačkoliv je roz-
hraní automaticky generováno z C++ kódu, liší se ve způsobu použití i v názvech tříd.
Před tím, než se pustíme do popisu volně dostupných systémů na zpracování obrazu
si musíme udělat představu o tom, co je to zpracování obrazu (anglicky image
processing). V první části tohoto dokumentu si proto ukážeme některé základní
algoritmy a vysvětlíme si co všechno patří do zpracování obrazu.
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Obr. 1: Logo projektu ITK.
Obr. 2: Logo projektu VTK.
Obr. 3: Logo projektu OpenCV.
Obr. 4: Logo nástroje RapidMiner.
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1 ZPRACOVÁNÍ OBRAZU
Tato část se zabývá popisem některých základních algoritmů pro zpracování obrazu,
na které můžeme narazit v dále popisovaných knihovnách. Znalost funkce jednotlivých
algoritmů nám umožní lépe pochopit kód knihoven a jejich rozhraní.
Tato kapitola se nesnaží popsat bezezbytku všechny dostupné algoritmy. Popíšeme
si zde jen ty nejrozšířenější a nejznámější. Zájemce o podrobnější výklad odkážeme
na [1, 2, 3].
1.1 Předzpracování obrazu
Obecně můžeme říct, že předzpracování obrazu je souhrn operací, jejichž úkolem je
potlačit šum, eliminovat zkreslení či zvýraznit zajímavé oblasti v obraze. Algoritmy,
které byly pro tyto účely navrženy mohou pracovat přímo se vstupnímy daty, nebo
s jejich frekvenčním spektrem.
1.1.1 Filtry využívající blízkého okolí bodu
Skupina filtrů, které využívají blízkého okolí bodu (anglicky označované jako ne-
ighborhood filters) je založena na předpokladu, že máme obraz, který je zašuměn
impulzním šumem. Tento druh šumu se často označuje jako salt-and-pepper, jelikož
se projevuje jako malé, izolované skupiny pixelů, které mají výrazně jiný jas, než
jejich okolí.
Obr. 1.1: Ukázka impulzního (salt-and-pepper) šumu.
Jak již název napovídá, neighborhood filters upravují každý pixel obrázku s při-
hlédnutím k okolí. Využíváme tak předpokladu, že blízké pixely mají podobné nebo
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shodné hodnoty jasu. V oblastech s velmi rozdílnou hodnotou jasu u blízkých pixelů,
nejčastěji je tomu u hran a okrajů, způsobují tyto filtry rozmazání.
Průměrovací filtr Nejjednodušší možností, jak filtrovat impulzní šum obrazu je
projít všechny původní pixely a pro okolí o velikosti 2m+ 1 (tedy oblasti 3× 3, 5× 5,
7× 7, apod.) spočítat průměr jasu. Tento filtr je lineární, a proto můžeme docílit
stejného efektu i ve frekvenční oblasti pomocí konvoluce. [2, s. 204] Pro každý nový
pixel obrazu P¯(x,y) musíme spočítat:
P¯(x,y) =
m∑
i=0
m∑
j=0
P
(x+i,y+j)Wi,j
m∑
i=0
m∑
j=0
Wi,j
kde P(x,y) je původní pixel a W(i,j) je váha prvku v matici o velikosti 2m + 1,
která může být v jednoduchých případech:
W =
1 1 11 1 1
1 1 1

V tomto případě se bude počítat aritmetický průměr okolí pixelu se stejnou váhou
všech prvků. Jak již bylo řečeno výše, problémem tohoto přístupu je rozmazávání
obrazu v okolí ostrých přechodů (hran). Zvětšováním maticeW a tím i okolí pixelu
zlepšíme účinnost filtru, ale naopak zhoršíme rozmazání hran.
Jedním z možných řešení je změnit váhy v matici například podle Gaussova
rozložení jak je popsáno v [2, s. 206]:
W(x,y,σ) = 1√2piσ2 e
∣∣∣∣x2+y22σ2
∣∣∣∣
kde x a y jsou vzdálenosti od středu matice. Výsledná matice pak může vypadat
například takto:
W =
 2 14 214 100 14
2 14 2

Mediánový filtr Dalším typem filtru, který patří do kategorie neighborhood filters
je mediánový filtr, který nejdříve seřadí hodnoty jasu v okolí pixelu a následně z nich
vybere medián. Výsledný pixel je tak mediánem jasů v okolí o velikosti 2m + 1.
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Obr. 1.2: Mediánový filtr s různým tvarem okolí.
Mediánový filtr řeší problém s rozmazáním hran, který jsme popsali v předchozí
části. Tento filtr se proto dá použít na stejný obraz opakovaně aniž by došlo k výraz-
nějšímu zhoršení. [2, s. 218] Navíc, pokud místo čtvercového (obdelníkového) okolí
použijeme jiný tvar (viz obrázek 1.2), získáme lepší výsledky v oblastech s tenkými
čarami a ostrými rohy. [1, s. 62-65] Takto upravený filtr se dá s výhodou využít
například pro obrazy s geometrickými obrazci, či pravidelným rastrem (například
mikroskopové snímky integrovaných obvodů).
Obr. 1.3: Ukázka neighborhood filtrů z knihovny ITK: Průměrovací filtr (vlevo) s použi-
tím třídy MeanImageFilter a mediánový filtr (vpravo) s třídou MedianImageFilter.
1.2 Segmentace obrazu
Segmentací obrazu rozumíme proces, který v obrazových datech hledá objekty, resp.
hranice mezi objekty. Výsledkem segmentace jsou obrazová data, ve kterých jsou
jednotlivé pixely přiřazeny k určitému objektu. Takto zpracovaná data jsou jednodušší
pro další analýzu.
Segmentace není univerzální a liší se pro různá vstupní data. Existuje proto
velké množství různých postupů, které se hodí jen na omezenou množinu vstupních
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obrazových dat. Úkolem segmentace je tudíž i správné rozpoznání dat a použití
vhodných algoritmů.
Nejrůznější algoritmy pro segmentaci obrazu obsahuje i knihovna ITK, která bude
podrobně popsána dále. ITK se zaměřuje na zpracování lékařských dat, a proto
obsahuje vhodné algoritmy pro tuto úlohu. V následující části si některé z nich
popíšeme.
1.2.1 Prahování
Příkladem velmi jednoduché segmentace může být prahování (angl. thresholding).
Při prahování se nejdříve určí vhodná hodnota prahu, se kterým se pak porovnává
intenzita (nebo jas) jednotlivých pixelů obrazu.
Pokud máme dvojrozměrná data, ve kterých je každý pixel určen pomocí souřadnic
(i, j), vstupní obrazová data označíme jako f a výstupní data jako g, pak můžeme
napsat:
g(i, j) =
{
1 f(i, j) ≥ práh
0 f(i, j) < práh
Výsledkem této operace je binární obrázek, ve kterém má každý pixel jednu z dvou
možných hodnot. Ideálním výstupem prahování jsou data, ve kterých je odděleno
pozadí od jednotlivých objektů.
Vhodná hodnota prahu se zvolí buď manuálně, pro všechny zpracovávané snímky
stejně, nebo se spočítá. Výpočet může probíhat na základě analýzy histogramu (na
obrázcích 1.4 a 1.6 je ukázka segmentace s využitím histogramu), pomocí statistických
vlastností obrazu (příkladem může být Otsuho metoda), nebo s využitím entropie
obrazu (pro každou možnou hodnotu prahu se spočítá entropie dat nad a pod prahem
a oba výsledky se sečtou; nejvhodnější práh je určen maximální hodnotou součtu).
[3, s. 114]
Další možností, jak zlepšit výsledky segmentace pomocí prahování, je obraz
předem vyfiltrovat a vhodně upravit. Například můžeme využít již popsaného me-
diánového filtru (sekce 1.1.1) a výsledek této filtrace pak použít k prahování. Na
obrázku 1.5 jsou zdrojová data nejdříve vyfiltrována pomocí mediánového filtru (ten
byl aplikován třikrát za sebou, což je výhoda tohoto filtru oproti mean filter, který
příliš rozmazává okraje) a poté proběhlo prahování. Na první pohled je zřejmé, že
tento postup dává lepší výsledky než prahování bez předchozí filtrace.
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Obr. 1.4: Jednoduchá segmentace prahováním. Vlevo je původní obrázek, vpravo
pak výsledek prahování. Hodnota prahu byla odvozena z histogramu na obrázku 1.6.
Obr. 1.5: Výsledek prahování obrázku 1.4, na který byl nejdříve aplikován mediánový
filtr.
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Obr. 1.6: Histogram fotografie 1.4.
1.2.2 Watershed
Dalším algoritmem, který lze využít k segmentaci objektů v obraze je watershed,
který k obrazovým datům přistupuje jako k výškové mapě. Tato metoda byla poprvé
popsána v roce 1979 dvojicí Beucher a Lantuejoul a od té doby vzniklo velké množství
úprav a variant původní metody. [6]
Obr. 1.7: Bitmapový obrázek (vlevo) a jemu odpovídající výšková mapa vyrendero-
vaná pomocí programu PovRay.
Pokud si představíme hodnotu jasu jako informaci o výšce daného pixelu, můžeme
pak zobrazit celý obrázek jako by se jednalo o trojrozměrnou mapu povrchu země.
Tato představa je znázorněna na obrázku 1.7. Vlevo je původní obraz zobrazen
v odstínech šedé a vpravo pak trojrozměrná ukázka výškové mapy (k jejímu zobrazení
byl použit open-source raytracer PovRay). Pokud bychom do takto vzniklého kráteru
začali rozlévat vodu, kráter a okolí se brzy zaplní, až nakonec budou z vodní plochy
vidět jenom nejvýše položené body (v naší představě se jedná o pixely s největším
jasem). Tímto způsobem jsou v obraze označeny hranice jednotlivých objektů.
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Obr. 1.8: Ukázka algoritmu watershed. Původní obrázek (vlevo) obsahuje několik
objektů, které algoritmus watershed rozpoznal a vyznačil (vpravo).
Jednou z možných variací tohoto algoritmu je využít jej na binární obrazy, ve
kterých se nachází jenom dvě hodnoty (černá, bíla) a jako informaci o výšce nevyužít
jas, ale vzdálenost od pozadí. [2, s. 493]
Předpokládejme binární obrázek 1.9 vlevo, ve kterém bílá barva představuje pozadí
a černá objekty, které nás zajímají. Černé pixely nejblíže pozadí (tedy bílým pixelům)
budou mít nejmenší výšku, všechny ostatní pixely dále od pozadí budou položeny
o něco výše. Pokud takto vzniklou výškovou mapu zalejeme vodou (aplikujeme
algoritmus watershed), místa kde se objekty dotýkají se ocitnou pod hladinou a tím
se nám od sebe oddělí. Výsledek je možné vidět na obrázku 1.9 vpravo.
1.2.3 Narůstání oblasti
Metoda narůstání oblasti, růst oblasti, nebo anglicky Region Growing. Z názvu
je již zřejmá jeho činnost. Na počátku se určí několik pixelů, které leží uvnitř
objektu (oblasti), který nás zajímá. Postupně se načítají okolní pixely a podle
předem stanovených pravidel se určuje, jestli ještě náleží do zpracovávaného objektu,
či nikoliv. Kritéria, podle kterých se určuje příslušnost pixelů k objektu, určují
úspěšnost a rychlost algoritmu. Výstupem tohoto algoritmu je binární obrázek, kde
jedna barva představuje pozadí a druhá barva objekty.
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Obr. 1.9: Modifikace algoritmu watershed. Výšku neurčuje jas, ale vzdálenost pixelu
od pozadí.
Na obrázku 1.10 je ukázka tohoto algoritmu (region growing) z knihovny ITK.
Rozhodovací kritérium byla v tomto případě zvolena hodnota jasu. Na začátku tak
byla zvolena dolní a horní hranice, a pokud daný pixel patřil do tohoto intervalu,
byl na výstupu označen jako součást objektu.
Obr. 1.10: Algoritmus narůstání oblasti (region growing) v knihovně ITK.
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1.3 Vizualizační algoritmy
Tyto algoritmy jsou navrženy pro zpracování trojrozměrných dat do podoby vhodné
k vizualizaci. Těchto algoritmů existuje celá řada a dělí se do dvou hlavních skupin.
První skupina obsahuje algoritmy vhodné pro zpracování povrchových dat a druhá
zase objemových dat.
Skupina algoritmů zaměřující se na povrchový rendering pracuje s daty tak, že je
nejdříve převede na geometrická primitiva a ta pak zobrazuje. Skupina objemových
algoritmů pracuje se skalárnímy daty přímo, bez předchozího převodu do jiného
tvaru. [4]
1.3.1 Marching Cubes
Mezi nejznámější a nejrozšířenější algoritmy pro vizualizaci patří Marching Cubes.
Tento algoritmus byl poprvé uveden v roce 1987 dvojicí Lorensen a Cline. Marching
Cubes je založen na jednoduché představě, že data lze zobrazit v prostorové mřížce
tvořené kvádry. Všech 8 vrcholů těchto krychlí je pak porovnáváno v prahovou
hodnotou, která určuje jestli vrchol ještě patří do objeku, či nikoliv.
Jakmile máme tímto způsobem označeny všechny vrcholy všech rychlí, můžeme
začít rekonstruovat povrch objektu. Pokud načteme krychli, která nemá označen
ani jeden vrchol, do objektu nepatří a vynecháme ji. Pokud načteme krychli, která
má označeny všechny vrcholy, patří dovnitř objektu, a proto ji také vynecháme.
Pokud ale načteme krychli, která má označeny jen některé vrcholy, vykreslíme uvnitř
plochu, která odpovídá označeným vrcholům. Jakmile projdeme všechny krychle a
vykreslíme všechny plochy, máme hledaný objekt. [4, 5]
P(x,y,z) P(x+1,y,z)
P(x+1,y+1,z)
P(x+1,y+1,z+1)P(x,y+1,z+1)
P(x,y,z+1)
P(x,y+1,z)
P(x+1,y,z+1)
Obr. 1.11: Některé možné kombinace v algoritmu marching cubes.
20
2 KNIHOVNY PRO ZPRACOVÁNÍ OBRAZU
S OTEVŘENÝM KÓDEM
V následující kapitole se podrobně podíváme na tři open-source knihovny, které se
zaměřují na zpracování obrazu a jeden nástroj určený pro zpracování signálů, a tedy
obrazu. Každá z knihoven se však zaměřuje jen na některou část této problematiky.
Jmenovitě se jedná o:
• OpenCV — Open Source Computer Vision. [8]
• ITK — Insight Segmentation and Registration Toolkit. [10]
• VTK — Visualization Toolkit. [12]
• RM — RapidMiner. [19]
Prvně jmenovaná knihovna, OpenCV, byla napsána v roce 1999 společností Intel,
dnes ji vyvíjí skupina Willow Garage. Knihovna je napsána v jazycích C a C++ a
zaměřuje se na zpracování obrazu v reálném čase. Je šířena v podobě zdrojových
kódů a lze ji přeložit na většině operačních systémů, na kterých existuje překladač
jazyka C a C++. [9]
Další dvě knihovny, tedy ITK a VTK, vyvíjí firma Kitware, společně s mnoha
externími vývojáři. I tyto knihovny jsou psány v jazyce C++ a jsou multiplatformní.
Obě dvě knihovny se ve funkčnosti vzájemně doplňují. Knihovna ITK se zaměřuje
na zpracování obrazu (segmentace, registrace, filtrace, . . . ), zatímco VTK obsahuje
třídy pro vizualizaci a pokročilé modelovací techniky.
Posledně jmenovaný – RapidMiner – není knihovna ale celý softwarový nástroj
napsaný v jazyce Java, který se zaměřuje na zpracování signálů a tedy i obrazu.
V této práci se budeme zabývat možnostmi, jak spojit RM s knihovnou ITK. Díky
tomu získáme nové, zajímavé funkce v prostředí RapidMineru, které je uživatelsky
přívětivé a k jeho používání není nutné znát C++ ani Javu.
2.1 Insight Segmentation and Registration Toolkit
Insight Segmentation and Registration Toolkit, nebo zkráceně ITK je knihovna pro
zpracování obrazu s otevřeným kódem (open-source), psaná v jazyce C++. Velké
množství tříd je implementováno pomocí šablon a generického programování.
Knihovna se nezabývá vizualizací, ani neobsahuje GUI (Graphical User Interface),
ale zaměřuje se pouze na filtraci, segmentaci a registraci obrazu. Jedno z možných
využití tohoto projektu a zároveň důvodem vzniku je zpracování a segmentace snímků
z CT a MR. K tomuto účelu obsahuje knihovna velké množství tříd.
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2.1.1 Instalace
Zdrojový kód je dostupný na oficiálních stránkách projektu [10], kde lze nalézt
nejnovější stabilní verzi. Druhou možností je využít repozitář CVS, kde se nachází
nejaktuálnější vývojová verze ITK. V tomto dokumentu se zaměříme na překlad a
instalaci stabilní verze ITK. Případné zájemce o vývojovou verzi z CVS odkážeme
na příslušnou dokumentaci na oficiálních stránkách projektu.
Ke kompilaci knihovny se používá nástroj CMake vyvíjený skupinou Kitware,
která stojí za oběma knihovnami (ITK a VTK). Podrobnější informace o tomto
nástroji jsou v příloze A tohoto dokumentu.
Instalace je možná několika různými zůsoby a liší se podle operačního systému.
V následující sekci si ukážeme, jak zkompilovat a nainstalovat knihovnu ITK verze
3.20 na Unixových systémech.
Zdrojové kódy jsou dostupné ke stažení na oficiálních stránkách projektu. Poté, co
stáhneme archiv se zdrojovými kódy, rozbalíme jej do nově vytvořeného adresáře.
Předpokládejme, že zdrojové kódy jsme rozbalili do adresáře src, kompilovat budeme
do adresáře build:
$ mkdir build
$ ls
build src
$ cd build
$ ccmake ../src
Příkaz ccmake spustí konfigurační okno, které již provede zbytkem konfigurace.
V tomto okně je možné nastavit jednotlivé proměnné, které ovlivní další průběh
kompilace. Pro běžné používání knihovny není potřeba většinu voleb měnit, doporu-
čujeme ale vypnout testy a příklady, které několikanásobně prodlouží překlad celého
projektu. Dále také změníme instalační adresář:
BUILD_TESTING = OFF
BUILD_EXAMPLES = OFF
CMAKE_INSTALL_PREFIX = /opt/itk
Druhý možný způsob jak nakonfigurovat ITK pomocí CMake je místo ccmake
spustit program cmake, který se ovládá přímo z terminálu a je tak vhodný pro
neinteraktivní spouštění:
$ cmake \
> -D BUILD_TESTING:BOOL=OFF \
> -D BUILD_EXAMPLES:BOOL=OFF \
> -D CMAKE_INSTALL_PREFIX:PATH=/opt/itk
Poté, co proběhne konfigurace až do konce a program ccmake skončí, zapneme
vlastní překlad (na vícejádrových procesorech můžeme pomocí přepínače -j zapnou
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spouštění více úloh zároveň1) a nakonec i instalaci (pokud jste nezměnili instalační
adresář, budete k tomuto kroku potřebovat administrátorská práva):
$ make -j2
$ make install
Pokud vše proběhne bez chyb, měli bychom v adresáři, který jsme nastavili
v proměnné CMAKE_INSTALL_PREFIX, vidět adresáře s nainstalovaným ITK.
$ ls /opt/itk
bin include lib
V tomto okamžiku již máme knihovnu ITK nainstalovánu v systému a můžeme ji
používat. Jednoduchý příklad použití knihovny si ukážeme v kapitole 2.1.4. Před tím
se však podíváme na architekturu knihovny a některé její základní třídy, abychom
ukázkový příklad lépe pochopili.
2.1.2 Kompilace s podporou jazyka Java
V této sekci si popíšeme jakým způsobem lze zkompilovat knihovnu ITK s podporou
Javy. Vše potřebné bylo popsáno v předchozí sekci, a proto se zaměřím pouze na
nezbytné úkony a odlišnosti oproti běžné kompilaci.
Nejdříve si stáhneme a rozbalíme poslední stabilní verzi z oficiálních stránek projektu:
$ mkdir itk && cd itk
$ wget <adresa serveru >/ InsightToolkit -3.20.0. tar.gz \
> -O ITK -3.20.0. tar.gz
$ tar xvjf ITK -3.20.0. tar.gz
$ ls
InsightToolkit -3.20.0. tar.gz
$ mv InsightToolkit -3.20.0. tar.gz src
$ mkdir build
$ ls
build src
Tímto jsme stáhli do adresáře itk zdrojové kódy projektu. Kódy jsou v adresáři
src, kompilovat budeme do adresáře build.
V tomto okamžiku je ještě nutné stáhnout nástroj CableSwig, který se postará
o vygenerování rozhraní do jiných jazyků. [18] Jelikož ITK využívá šablony a pokro-
čilé techniky objektově orientovaného programování, které standardní SWIG neumí
zpracovat, vznikla jeho modifikace s názvem CableSwig.
1Tato volba sice výrazně urychlí samotný překlad, ale někdy se může stát, že projekt nepůjde
přeložit. Pokud se tedy během překladu vyskytne chyba, spusťte překlad podruhé, bez přepínače -j
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CableSwig je možné k ITK připojit více způsoby – stáhnout, zkompilovat a nainsta-
lovat do systému zvlášť a v CMake ITK pak nastavit potřebné proměnné; případně
stáhnout zdrojové kódy do adresáře Utilities/CableSwig v adresáři ITK. [18]
Nejprve je nutné jej stáhnout z veřejného CVS. Pokud budete kompilovat a
instalovat CableSwig zvlášť, mimo ITK, lze jej stáhnout do libovolného adresáře,
v opačném případě je nutné jej stáhnout do adresáře se zdrojovými kódy knihovny,
podadresáře Utilities:
$ cvs \
> -d :pserver:anonymous@public.kitware.com:/ cvsroot/CableSwig \
> co CableSwig
V případě, že si budeme kompilovat CableSwig sami, spustíme ccmake, nasta-
víme nástroj podle vlastních potřeb a následně spustíme make && make install.
Jakmile je hotovo, je nutné v ITK během kompilace (viz dále) nastavit proměn-
nou CSWIG:PATH=<instalační adresář CSwig>. Další proměnné (CABLE_INDEX a
GCCXML) by si měl CMake nastavit automaticky sám. Pokud se tak nestalo, v souboru
Wrapping/CSwig/README v adresáři s knihovnou ITK můžete nalézt další podrob-
nosti.
Teď již máme vše potřebné k samotné kompilaci ITK2. Přejdeme do adresáře build
a spustíme CMake:
$ cmake \
> -D BUILD_SHARED_LIBS:BOOL=ON \
> -D CMAKE_INSTALL_PREFIX:PATH=/opt/itk \
> -D ITK_CSWIG_JAVA:BOOL=ON
$ make
$ make install
Podle oficiální dokumentace by tento postup měl stačit k úspěšnému překladu
knihovny s podporou jazyka Java. Během kompilace na Unixovém systému3 jsem však
narazil s tímto postupem na problém s překladačem GCC. Řešením tohoto problému
je využít nástroj WrapITK4 – tedy místo ITK_CSWIG_JAVA zapnout WRAP_ITK_JAVA.
Výsledná konfigurace s použitím WrapITK, knihovnou GDCM (pro DICOM
obrazy), bez kompilace testů a příkladů může vypadat například takto:
$ cmake \
> -D BUILD_EXAMPLES:BOLL=OFF \
> -D BUILD_TESTING:BOOL=OFF \
> -D BUILD_SHARED_LIBS:BOOL=ON \
2Pokud chcete ITK používat pro čtení DICOM souborů, je nutné ještě zkompilovat knihovnu
GDCM. Podrobnosti o tomto kroku jsou v příloze B
3Vyzkoušeno na platformách Darwin a Linux s překladačem GCC verze 4.2.1 na x64 architektuře.
4Podrobnosti lze nalézt na stránkách projektu – http://code.google.com/p/wrapitk/
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> -D ITK_USE_SYSTEM_GDCM:BOOL=ON \
> -D WRAP_ITP_JAVA:BOOL=ON \
> -D CMAKE_INSTALL_PREFIX:PATH=/opt/itk \
> -D GDCM_DIR:PATH=/opt/gdcm/lib/gdcm -2.0
$ make
$ make install
Tímto jsme do adresáře /opt/itk nainstalovali knihovnu ITK s podporou jazyka
Java, kterou můžeme začít používat. V další sekci si ukážeme rozhraní Javy na
jednoduchém příkladu.
2.1.3 Architektura
ITK je robustní, multiplatformní projekt, který z velké části obsahuje šablony a
generické třídy. Jen velmi malá část knihovny ITK obsahuje přeložitelný kód.
ITK můžeme rozdělit do několika bloků, které si v následující části podrobněji
popíšeme. Zdrojem informací pro tuto sekci byl dokument [7], online dokumentace
jednotlivých tříd, která je automaticky generovaná ze zdrojových kódů pomocí
nástroje Doxygen a samotné zdrojové kódy projektu. Online dokumentaci lze nalézt
na oficiálních stránkách projektu v sekci Documentation. [10]
Základní třídy Obsahují především nástroje pro správu paměti, podporu pro
vícevláknové aplikace, správu událostí a další základní třídy, které tvoří robustní
základ všem dalším blokům. Tyto třídy se většinou nezabývají zpracováním obrazu,
filtrací, segmentací ani jinou prací s obrazovými daty, ale jsou důležitou součástí
ITK.
Správa paměti funguje na jednoduchém principu počítání referencí, čehož ITK
dosahuje používáním třídy SmartPointer. Všechny třídy v ITK jsou odvozeny od
základní třídy LightObject, která obsahuje metody pro počítání referencí a správu
paměti.
V ITK se pro tvorbu nových instancí tříd používá návrhový vzor tovární metoda
(anglicky Factory Method), což znamená, že konstruktor takové třídy je označen jako
protected a tvorba instancí je možná pouze přes metodu New().
Pokud chceme například vytvořit instanci Image a uložit ji to proměnné im,
musíme zavolat metodu New():
typedef itk::Image <unsigned char , 3> RGBImage;
RGBImage :: Pointer im = RGBImage ::New ();
Numerické třídy Využívají knihovny VNL z projektu VXL. (VXL nebo také
Vison-X-Libraries je open-source projekt, obsahuje několik knihoven psaných v C++.
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Jednou z těchto knihoven je i Vision-Numerics-Library, která implementuje numerické
algoritmy, jako jsou práce s maticemi, vektory, apod. . . ).
Třídy pro abstrakci dat Obsahují nejrůznější iterátory, kontejnery a další ná-
stroje pro práci s obrazovými daty. Základem této části ITK je třída Image – šablona
pro n-dimenzionální obrazová data – a třída Mesh – univerzální šablona pro práci
s obecnými daty s předem známou dimenzí. Obě tyto třídy jsou si velmi podobné,
ale používají se na různé účely.
Třídy pro zpracování dat Nazavují na předchozí skupinu tříd. Tato část knihovny
pracuje s abstraktními daty, nad kterými provádí požadované operace. Třídy z této
skupiny jsou ve většině případů potomky abstraktní třídy ProcessObject. Jejím
potomkům se říká process objects a dělí se do tří skupin podle toho, jakou operaci
nad vstupními daty provádí. Jsou to source, filters a mappers. Skupina tříd source je
zdrojem dat, filters provádí filtrace a zpracování dat a mappers transformují data do
jiných formátů (může se jednat například o změnu souřadnicového systému, nebo
zápis dat do souboru v konkrétním formátu).
Vstupně/výstupní třídy Jsou speciálním druhem tříd z předchozí skupiny. Mo-
hou být potomky tříd ImageSource, nebo již zmiňované ProcessObject. Například
třída ImageFileReader slouží k načtení obrazových dat ze souboru, který může
být v libovolném formátu, zatímco ImageFileWriter zapisuje data do souboru ve
zvoleném formátu (podrobnosti o této vlastnosti budou popsány v sekci 2.1.4).
Třídy odvozené od SpatialObject Geometrické tvary jsou v ITK reprezento-
vány třídami, které jsou odvozeny od SpatialObject a tvoří tak rozsáhlou hierarchii.
Třída SpatialObject a všichni její potomci (což mohou být jak knihovní, tak uživa-
telské třídy) jsou navrženy jako Composite – návrhový vzor, který dovoluje pracovat
s jednou instancí nebo celou skupinou stejným způsobem. Třídy, které implementují
tento návrhový vzor tak mohou jednoduše tvořit stromové struktury, které nerozlišují
mezi prvkem a uzlem, protože se s nimi dá pracovat stejně.
Rozhraní pro jiné jazyky Anglicky se této vrstvě říká wrapping a jejím úkolem
je automaticky generovat rozhraní do jiných programovacích jazyků, například do Tcl
a Python. K tomu se využívá open-source nástroj SWIG, který podle hlavičkových
souborů vytváří rozhraní do skriptovacích jazyků. [11] ITK tak mohou vývojáři
využívat i v jiných jazycích než C++ a mohou si být jistí, že wrapper do jiného
jazyka je vždy aktuální a funkční oproti nejnovější verzi.
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Pomocné třídy Do poslední skupiny můžeme zařadit pomocné třídy, které usnad-
ňují práci vývojářům. Jsou to například třídy MeanCalculator (počítá aritmetický
průměr z daného vzorku), SampleToHistogramProjectionFilter (počítá histogram
obrazových dat), dále třídy pro práci s bitmapovými obrázky, třídy pro integraci
s QT knihovnou (QT knihovna se používá v GNU/Linuxových distribucích společně
s grafickým prostředím KDE), parser obrazů DICOM (podpora tohoto formátu je
v ITK řešena přes externí knihovnu GDCM, podrobněji se tomuto tématu budeme
věnovat v příloze B) a také rozhraní pro spolupráci s knihovnou VTK.
2.1.4 Základní použití
Na jednoduchém příkladu si ukážeme, jak se knihovna používá a jak se kompiluje
vlastní projekt s použitím nástroje CMake. Program bude načítat bitmapové RGB
obrázky ze souboru a opět je do souboru ukládat.
Ukázkový kód, na kterém bude vysvětleno základní použití, je přejat z příkladů
v adresáři Examples/IO/RGBImageReadWrite.cxx v knihovně ITK.
Nejprve načteme potřebné hlavičkové soubory. Jmenovitě se jedná o RGBPixel, což
je šablona, která reprezentuje jediný pixel bitmapového obrázku RGB; Image je další
šablona, kterou v tomto příkladě využijeme na uložení jednotlivých instancí pixelů
dvourozměrného obrázku; a nakonec dvě šablony z rodiny process object, které slouží
k načtení, resp. uložení souboru s obrazovými daty.
#include "itkRGBPixel.h"
#include "itkImage.h"
#include "itkImageFileReader.h"
#include "itkImageFileWriter.h"
Po načtení hlavičkových souborů si definujeme třídu pro pixel a třídu pro samotná
data.
typedef itk::RGBPixel < unsigned char > PixelType;
typedef itk::Image < PixelType , 2 > ImageType;
Na prvním řádku jsme si definovali, že budeme pracovat s RGB pixely, které
budou vyjádřeny datovým typem unsigned char. Druhý řádek pak definuje třídu
Image, která bude schopná ukládat RGB pixely ve dvou dimenzionálním obrázku.
V dalším kroku vytvoříme třídy pro načítání a ukládání obrázků s využitím tříd
ImageFileReader a ImageFileWriter, které budou očekávat dvourozměrná RGB
data.
typedef itk:: ImageFileReader < ImageType > ReaderType;
typedef itk:: ImageFileWriter < ImageType > WriterType;
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Zde je vhodné poukázat na jednu zajímavost knihovny ITK – na předchozích
řádcích kódu jsme zatím neprovedli žádný výpočet, ani jsme nevolali žádnou funkci;
pouze jsme si pomocí šablon definovali datové typy se kterými budeme dále pracovat.
V tomto jednoduchém příkladu se to může zdát zbytečně složité, ale u větších projektů
se tato vlastnost knihovny ukáže jako výhoda – aniž bychom museli měnit celý kód,
stačí jednoduše změnit pár šablon a projekt bude podporovat i jiné formáty.
Na dalších řádcích načteme obrázek ze souboru a uložíme jej do paměti.
ReaderType :: Pointer reader = ReaderType ::New();
reader ->SetFileName( inputFilename );
ImageType :: Pointer image = reader ->GetOutput ();
V tomto okamžiku máme obrazová data uložena v paměti a můžeme s nimi
libovolně pracovat – například aplikovat různé transformace, filtry, apod. Jakmile
máme výsledek, můžeme jej uložit do souboru.
WriterType :: Pointer writer = WriterType ::New();
writer ->SetFileName( outputFilename );
writer ->SetInput( image );
Na výše uvedeném příkladě je vidět ještě jedna vlastnost knihovny. Nikde nespeci-
fikujeme formát obrázku, se kterým chceme pracovat. Po překladu tohoto zdrojového
kódu totiž můžeme načítat a ukládat libovolný bitmapový formát (jpg, gif, png,
tiff,. . . ). Použité šablony z rodiny ImageFileXXX totiž automaticky podle jména sou-
boru rozpoznají formát a načtou potřebnou třídu, která je potomkem ImageIOBase
(mezi potomky patří například GDCMImageIO, JPEGImageIO, PNGImageIO, a další)
Pojďme se nyní podívat na překlad výše uvedeného kódu. K tomu je nutné vytvořit
soubor CMakeLists.txt, který nástroji CMake říká, co všechno je nutné nastavit a
co se bude překládat. V našem jednoduchém příkladě má tento soubor následující
obsah:
# Minimalni potrebna verze cmake je 2.6
CMAKE_MINIMUM_REQUIRED(VERSION 2.6)
# Jmeno projektu
PROJECT(HelloWorld)
# Projekt vyzaduje knihovnu ITK
FIND_PACKAGE(ITK REQUIRED)
INCLUDE(${ITK_USE_FILE })
# Informace pro kompilator a linker
ADD_EXECUTABLE(HelloWorld HelloWorld.cxx)
TARGET_LINK_LIBRARIES(HelloWorld ITKIO)
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Tento soubor nám říká, že k přeložení je nutný CMake alespoň verze 2.6. Projekt
se bude jmenovat HelloWorld a vyžaduje nainstalovanou knihovnu ITK.5 Předpo-
slední řádek nastavuje jméno výstupního souboru na HelloWorld. Poslední řádek
je informace pro linker, že má k binárnímu souboru připojit i knihovny ze skupiny
ITKIO (tato skupina je definována knihovnou ITK a není ji nutné nijak speciálně
nastavovat). [16, 7]
Teď již můžeme zdrojový kód přeložit a spustit. Postup je podobný jako při
kompilaci samotné knihovny:
$ ls
HelloWorld.cxx CMakeLists.txt
$ cmake \
> -D ITK_DIR:PATH=/opt/itk/lib/InsightToolkit \
> ./
$ make
$ ls
CMakeCache.txt CMakeLists.txt
HelloWorld.cxx cmake_install.cmake
CMakeFiles/ HelloWorld
Makefile
Jak je vidět, CMake vygeneroval několik souborů a jeden adresář. Mezi nej-
důležitější soubory patří Makefile, který využívá nástroj make. Pokud překlad a
linkování proběhne bez chyb, můžeme spustit binární soubor HelloWorld, který
načte bitmapový obrázek ze souboru a uloží jej do souboru nového.
2.1.5 Základní použití – jazyk Java
Použití knihovny v jazyce Java se mírně liší od předchozího příkladu. Oba jazyky
mají odlišnou architekturu a jiný přístup k OOP, a proto se liší i použití ITK.
Největší změnou oproti nativnímu C++ je absence šablon v Javě. Toto wrapper
řeší tak, že se vytvoří množství stejných tříd pro různé datové typy. Jak vypadá
taková třída v Javě si ukážeme na šabloně itkImageFileReader. Tu jsme používali
v předchozí sekci 2.1.4.
Vytvoříme instanci pro čtení dvourozměrných obrazů s daty typu unsigned char
(například JPEG, PNG, apod.):
typedef itk::Image <unsigned char , 2> ImageType;
typedef itk:: ImageFileReader <ImageType > ReaderType;
ReaderType :: Pointer reader = ReaderType ::New ();
5Řádek s klíčovým slovem PROJECT je důležitý zvláště pokud jsme při instalaci změnili instalační
adresář knihovny. Vynechání tohoto řádku způsobí chyby při překladu – kompiler nebude schopen
nalézt potřebné hlavičkové soubory a projekt nepřeloží.
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Kód v C++ je jednoduchý a přímočarý, díky použití šablon. Pokud bychom chtěli
změnit typ načítaných dat, stačí změnit první řádek, zbytek kódu zůstane stejný.
Toto se však v Javě využít nedá a wrapper pro tento jazyk proto vytvoří rozhraní,
se kterým se sice nepracuje tak pohodlně jako v C++, ale je dostatečné pro většinu
aplikací.
Nejdříve vytvoříme datový typ pro itkImageFileReaderIUC2 a následně do něj
uložíme instanci této třídy, zavoláním tovární metody:
itkImageFileReaderIUC2_Pointer reader;
reader = itkImageFileReaderIUC2.itkImageFileReaderIUC2_New ();
Na první pohled je vidět, že wrapper za jméno třídy přidal několik písmen, které
odkazují na datový typ, pro který byla třída přeložena. V tomto případě se zkratka
IUC2 odkazuje na Image Unsigned Char 2, tedy dvourozměrný obraz s unsigned
char daty.
Další typy, které se automaticky při překladu vytvářejí je možné nalézt v adre-
sáři Wrapping/WrapITK/Java/InsightToolkit v místě do kterého jsme překládali
knihovnu. Zde najdeme všechny třídy, které generuje wrapper a které jsou dostupné
v Javě.6
2.2 Visualization ToolKit
Visualization ToolKit (VTK ) je open-source knihovna pro práci s 3D grafikou,
zpracováním obrazu a vizualizaci, kterou vyvíjí skupina Kitware a velké množství sa-
mostatných vývojářů. Knihovna je napsaná v jazyce C++ s objektovou architekturou
a existují i rozhraní pro jazyky Python, Tcl/Tk a Javu. Celý projekt je multiplat-
formní, tzn. že kód funguje pro více operačních systémů (Windows, GNU/Linux,
Mac OS, . . . ).
Zdrojové kódy jsou ke stažení na stránkách projektu pod zkrácenou licencí BSD.
[12] Nejnovější stabilní verze ke dni 31. května 2011 je 5.6, pro zájemce o nejnovější
vývojovou verzi je volně dostupný Git repozitář. [13]
2.2.1 Instalace
Celý toolkit je množství knihoven, které je nutné přilinkovat k projektu během
překladu. Samotné knihovny můžeme stáhnout ze stránek projektu již v binární
formě pro MS Windows, nebo je možné je zkompilovat přímo ze zdrojových kódů.
V případě binární verze pro MS Windows je ke stažení instalátor, který se postará
o zkopírování knihoven do systému. V případě vlastní kompilace je postup malinko
6Pro ITK verze 4.2 s využitím WrapITK na Unixovém systému obsahoval tento adresář více jak
12 tisíc souborů.
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složitější. Ukážeme si kompilaci zdrojových kódu pod Unixovým systémem.
Před samotnou kompilací je nutné mít nainstalované hlavičkové soubory knihoven
OpenGL, GLU, X11 a dalších. Většina dnešních distribucí má tyto soubory ve svých
repozitářích, jenom je potřeba je nainstalovat. Například v distribuci Debian (ope-
rační systém z rodiny GNU/Linux) a z ní odvozených systémů je nutné nainstalovat
následující balíky:
libgl1-mesa-dev Hlavičky a statické knihovny Mesa.
libxt-dev Toolkit X11.
libxext-dev Rozšiřující knihovny X11.
libglu-dev Virtuální balík pro instalaci OpenGL, GLU, adt.
Teď již máme vše potřebné k úspěšnému zkompilování projektu. Předpokládejme, že
zdrojové kódy jsou uloženy ve složce vtk-src. Nejjednodušší způsob, jak zkompilovat
VTK, je přímo v této složce zavolat cmake ./ && make && make install. Tento
postup však není vhodný, protože kompilace bude probíhat přímo mezi zdrojovými
kódy. V případě, že budeme v budoucnu chtít překompilovat celý toolkit, bude nutné
původní binární soubory smazat pomocí make clean a přijdeme tak o předchozí
verzi.
Doporučený způsob je kompilovat do jiné složky. Například:
$ mkdir vtk -build
$ ls
vtk -build vtk -src
$ cd vtk -build
$ cmake ../vtk -src
$ make
$ make install
Tímto jsme zkompilovali toolkit a nainstalovali jej do systému. Pokud nechceme
instalovat VTK přímo do systému, ale do předem dané složky, případně chceme
ovlivnit další možnosti kompilace, je možné předat cmake doplňující parametry. Ty
jsou:
CMAKE_INSTALL_PREFIX Ovlivní cestu instalace toolkitu.
BUILD_SHARED_LIBS Místo statických knihoven se vytvoří sdílené.
VTK_WRAP_PYTHON Zapne kompilaci knihoven pro jazyk Python.
VTK_WRAP_TCL Zapne kompilaci knihoven pro jazyk Tcl/Tk.
VTK_WRAP_JAVA Zapne kompilaci knihoven pro jazyk Java.
Následující příklad ukazuje, jak zavolat cmake, pokud chceme VTK zkompilovat jako
sdílené knihovny, s možností používat toolkit v Pythonu a zároveň nainstalovat do
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složky /opt/vtk:
$ mkdir vtk -build
$ ls
vtk -build vtk -src
$ cd vtk -build
$ cmake \
> -D CMAKE_INSTALL_PREFIX:PATH=/opt/vtk \
> -D BUILD_SHARED_LIBS:BOOL=ON \
> -D VTK_WRAP_PYTHON:BOOL=ON \
> ../vtk -src
$ make
$ make install
2.2.2 Architektura
VTK využívá objektově orientovaného přístupu jazyka C++. Podobně jako v Javě
nebo v již popisované knihovně ITK, i zde existuje základní třída vtkObject, od
které dědí většina dalších tříd. V tomto objektu se nachází užitečné funkce pro ladění,
výpis informací, správu paměti, apod. Konstruktor a destruktor této třídy (a také
všech ostatních tříd) jsou označeny jako protected, takže přímá instantizace není
možná.
Pro vytvoření objektu je nutné volat metody New() a pro zrušení pak Delete().
Tyto metody automaticky alokují potřebnou paměť, která se v případě zániku ob-
jektu automaticky uvolňuje. VTK si tedy sám spravuje použitou paměť a tím šetří
práci programátorům.
Velká výhoda tohoto projektu – multiplatformnost – je do jisté míry i velká nevýhoda.
Celý kód je pak velmi komplexní a obsahuje i spoustu mezivrstev pro práci s tří-
dami, které jsou ve standardní knihovně. Jedná se například o třídy vtkIOStream,
vtkSocket, vtkMySQLDatabase, či implementuje vlastní vektor vtkVector. Tyto
třídy tvoří rozhraní pro systémově závislé knihovny a jejich použitím je zajištěna
přenositelnost kódu na jiné operační systémy.
2.2.3 Grafický model
Způsob, jakým VTK přistupuje ke grafické scéně je odvozen z filmového průmyslu.
Každé okno můžeme rozdělit na jednotlivé scény (renderer). Každá scéna má svoji
kameru (camera), které je možné měnit parametry natočení, přiblížení, pozice a
mnoho dalších nezávisle na ostatních scénách a kamerách. Na scéně jsou pak herci
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Okno (window)
Scéna (Renderer) Scéna (Renderer)
Scéna (Renderer)Scéna (Renderer)
Herci (Actors)
  - Vlastnosti
  - Transformace
  - Geometrie
Obr. 2.1: Názvosloví používané v knihovně VTK.
(actors), kteří jsou definováni pomocí grafických primitiv (mapper) a na nich apliko-
vaných transformací.
Herce je možné vytvořit pomocí třídy vtkActor. Tomuto herci pak pomocí metody
SetMapper()můžeme přidat soubor grafických primitiv, která jsou definována pomocí
třídy vtkMapper, nebo z něj odvozených tříd (např. vtkPolyDataMapper). Herce
pak přidáme na scénu pomocí metody AddActor() ve třídě vtkRenderer. Nakonec,
třída vtkRenderWindow popisuje okno, do kterého pomocí AddRenderer() přidáme
již existující scény.
2.2.4 Základní použití
Jednoduchý příklad, který ukazuje použití VTK knihovny. Původní kód je možné
nalézt v adresáři se zdrojovými kódy ve složce Examples/Tutorial/Step1/:
Zdrojový kód 2.1: Základní použití
int main(void) {
// Jehlan
vtkConeSource *cone = vtkConeSource ::New();
cone ->SetHeight( 3.0 );
cone ->SetRadius( 1.0 );
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cone ->SetResolution( 10 );
// Mapper
vtkPolyDataMapper *coneMapper = vtkPolyDataMapper ::New ();
coneMapper ->SetInputConnection( cone ->GetOutputPort () );
// Herec
vtkActor *coneActor = vtkActor ::New ();
coneActor ->SetMapper( coneMapper );
// Scena
vtkRenderer *ren1= vtkRenderer ::New ();
ren1 ->AddActor( coneActor );
ren1 ->SetBackground( 0.1, 0.2, 0.4 );
// Okno
vtkRenderWindow *renWin = vtkRenderWindow ::New();
renWin ->AddRenderer( ren1 );
renWin ->SetSize( 300, 300 );
// Zobraz okno a rotuj jehlan
for(int i = 0; i < 360; i++) {
renWin ->Render ();
ren1 ->GetActiveCamera ()->Azimuth( 1 );
}
// Uvolneni pameti
cone ->Delete ();
coneMapper ->Delete ();
coneActor ->Delete ();
ren1 ->Delete ();
renWin ->Delete ();
return 0;
}
Nejdříve vytvoříme instanci třídy vtkConeSource, která vytváří polygony jehlanu.
Tyto grafické informace předáme třídě vtkPolyDataMapper, která z nich vytvoří gra-
fická primitiva. Herec, kterého představuje třída vtkActor, pak tyto primitiva načte a
zobrazí na scéně vtkRenderer. Nakonec je scéna vložena do okna vtkRenderWindow,
které se zobrazí uživateli.
V tomto jednoduchém příkladě je tedy jeden herec na jedné scéně. Je samozřejmně
možné vytvořit druhou scénu, na které bude stejný herec, ale kamera jej bude zabírat
z jiného úhlu. Toho můžeme dosáhnout například:
vtkRenderer *ren2 = vtkRenderer ::New ();
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ren2 ->AddActor( coneActor );
ren2 ->SetBackground( 0.0, 0.0, 0.0 );
ren2 ->GetActiveCamera ()->SetPosition( 10.0, 10.0, 10.0 );
Obr. 2.2: Ukázkový příklad s jedním hercem na více scénách.
Tímto jsme vytvořili novou scénu, na které je stejný jehlan, pouze je zobrazován
z jiného úhlu. Také jsme změnili pozadí scény na černou.
Aby tento upravený příklad fungoval a my viděli obě scény v jednom okně, je
nutné ještě nastavit rozdělení scén v okně. Řekněme, že okno bude rozděleno na dvě
části. Vlevo bude jedna scéna a vpravo bude scéna druhá. Toho dosáhneme zavoláním
metody SetViewport(), která je členem třídy vtkRenderer:
ren1 ->SetViewport( 0.0, 0.0, 0.5, 1.0 );
ren2 ->SetViewport( 0.5, 0.0, 1.0, 1.0 );
2.3 Open Source Computer Vision
Open Source Computer Vision, nebo zkráceně OpenCV je knihovna, která se zaměřuje
na zpracování obrazu v reálném čase (real-time). Jak již bylo řečeno, je v současné
době vyvíjena firmou Willow Garage pod svobodnou BSD licencí.
Knihovna je vyvíjena v jazyce C a C++ a snaží se být multiplatformní. První
verze, která byla volně dostupná na internetu je z roku 2000 (samotný projekt vznikl
již o rok dříve) a zaměřovala se na ray-tracing a trojrozměrné zobrazování v reálném
čase. O šest let později vyšla její první stabilní verze 1.0 a nakonec v roce 2008 firma
Willow Garage převzala vývoj. V současné době je knihovna ve verzi 2.2.
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2.3.1 Instalace
Na oficiálních stránkách projektu [8] je k dispozici archiv se zdrojovými kódy ve verzi
2.2, případně ve veřejném CVS je dostupná nejnovější vývojová verze.
Po stažení zdrojových kódů do složky src vytvoříme adresář build, ve kterém
budeme kompilovat. Kompilace probíhá pomocí nástroje CMake, který je popisován
v příloze A a práce s ním již byla ukázána na předchozích dvou knihovnách. Proto
zde uvedeme jenom důležité parametry, které je vhodné před vlastním překladem
změnit.
Jedná se především o tyto:
CMAKE_INSTALL_PREFIX Ovlivní cestu instalace knihovny.
BUILD_TESTS Vypnutím se nebudou překládat testy.
BUILD_NEW_PYTHON_SUPPORT Zapne/vypne kompilaci rozhraní pro Python.
CMAKE_CXX_FLAGS_DEBUG Pokud jsou tyto dvě volby nastaveny. . .
CMAKE_C_FLAGS_DEBUG . . . na -g knihovna se přeloží s ladícími symboly.
Na většině Unixových operačních systémů stačí jen základní nastavení a následná
kompilace. Poté je již možné s knihovnou normálně pracovat. Funguje i podpora
vtupních zařízení jako jsou web kamery (na GNU/Linuxu je toto řešeno přes rozhraní
V4L2). Výjimkou jsou unixové operační systémy z rodiny Mac OS X, které ještě
navíc vyžadují zapnout podporu pro QuickTime – WITH_QUICKTIME:BOOL=ON.7
Podobně jako u předchozích knihoven, i zde je vhodné změnit instalační adresář
a neinstalovat knihovnu přímo do systému. Předpokládejme proto, že jako instalační
adresář byl zvolen /opt/opencv. Dále zapneme podporu pro jazyk Python. Ačkoliv se
tento dokument zabývá knihovnami pro C++, ukážeme si použití knihovny OpenCV
v tomto jazyce, protože se mnohem více hodí na jednoduché pokusy bez nutnosti
kompilovat kód. Práce je v něm rychlejší a lépe se hledají a ladí chyby.
2.3.2 Základní použití
Jak již bylo uvedeno v předchozí sekci, ukážeme si základní použití knihovny OpenCV
v programovacím jazyce Python, který je standardní součátí většiny Unixových
systémů.
Připomeňme, že i předchozí popisované knihovny obsahují podporu pro tento
jazyk. Dále popsaný postup je tedy možné využít i u těchto knihoven.
7Zde je nutné upozornit na problémy s nejnovější verzi Mac OS X 10.6.0 Snow Leopard, který se
stabilní ani s vývojovu verzí OpenCV není kompatibilní a nelze se zapnutou podporou QuickTime
přeložit. Je tedy nutné zkompilovat OpenCV bez této knihovny.
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Následující příklad lze nalézt mezi zdrojovými kódy knihovny ve složce samples/python
v souboru motempl.py. Příklad ukazuje jak pomocí OpenCV detekovat pohyb ve
videu. Jako zdroj dat se bere buď kamera připojená k počítači, nebo video uložené
na disku.
Obr. 2.3: Detekce pohybu pomocí OpenCV. Kruhy v obraze značí směr pohybu.
Pokud jsme měnili instalační adresář knihovny, musíme ještě před samotným
spuštěním kódu nastavit proměnnou PYTHONPATH, která říká interpretu Pythonu,
kde hledat balíky s kódem. Nastavení této proměnné a následné spuštění příkladu
v shellu Bash může vypadat například takto:
$ export PYTHONPATH =/opt/opencv/lib/python2 .6/site -packages
$ python motempl.py
2.4 RapidMiner
RapidMiner je open-source prostředí pro analýzu a zpracování signálů a dat. Obsahuje
také množství funkcí pro zpracování obrazu. Celý projekt je psán v jazyce Java a
je tím pádem multiplatformní. Spojením tohoto nástroje s knihovnou ITK je pak
možné využívat algoritmů a vlastností této knihovny přímo v RapidMineru.
Jak již bylo uvedeno, ITK je psána v jazyce C++, ale obsahuje i automaticky
generované wrappery do jiných jazyků (viz sekci 2.1.2, která se zabývá překladem
knihovny ITK s podporou jazyka Java). Využívá k tomu nástroje Swig (přesněji
řečeno vlastní modifikaci Swigu jménem CableSwig), který ze zdrojových kódů
vytváří rozhraní pro jazyky Java, Python a Tcl. Díky tomu je možné spojit ITK
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s RapidMinerem. Toto spojení však není bezproblémové, protože Java rozhraní
knihovny ITK není zdokumentováno a jeho použití se mírně liší od nativního C++.
2.4.1 Prostředí RapidMineru
Pracovní prostředí RM (viz obrázek 2.4) obsahuje v levém okraji strom se všemi
operátory, které lze použít pro práci. Operátor je blok se vstupy a výstupy (většinou
má blok jeden vstup a jeden nebo několik výstupů v závislosti na funkci operátoru),
které se mohou vzájemně spojovat a vytvářet tak složitější proces, který se použije
pro výsledné zpracování signálu.
Operátory a jejich spojení se umísťují do střední části obrazovky, která pak
slouží i k prezentaci výsledků. V pravé části okna je panel s nápovědou a parametry
vybraného operátoru, které se dají měnit.
Obr. 2.4: Pracovní prostředí RapidMineru.
Práce s tímto rozhraním je jednoduchá a nevyžaduje od uživatele aktivní znalost
programovacího jazyka. Stejným způsobem se pak dá pracovat i s funkcemi, které
poskytuje knihovna ITK. Stačí, aby se pro každou funkci vytvořil vhodný operátor.
Na obrázku 2.5 je vidět ukázka dvou operátorů, které využívají funkcí ITK. V levé
části je operátor, který s pomocí ITK načte data obrazu do paměti (lze tedy načítat
všechny formáty, které knihovna podporuje, tedy i DICOM) a v pravé části je operátor
pro převod dat z reprezentace ITK do ImageJ (to je důležité, pokud chceme pracovat
i s jinými funkcemi RapidMineru mimo ITK.
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Obr. 2.5: Ukázka operátorů ITK v RapidMineru.
Stejným způsobem lze implementovat i filtry a algoritmy pro segmentaci v knihovně
ITK a použít je v prostředí RapidMineru. Jak by měl vypadat operátor a jak jej lze
vložit do RM si ukážeme v sekcích 2.4.2 a 2.4.3
2.4.2 Integrace ITK do RapidMineru
Pokud chceme spojit knihovnu ITK s nástrojem RapidMiner, je nutné mít knihovnu
ITK přeloženou s rozhraním pro jazyk Java (viz sekce 2.1.2) a pak mít zdrojové
kódy RapidMineru. Nejpohodlnější způsob, jak tyto kódy získat je stáhnout je přes
verzovací systém SVN pomocí IDE Eclipse (podrobnosti o těchto nástrojích a jak se
používají jsou v příloze C).
Předpokládejme, že máte nainstalován nástroj Eclipse s pluginem Subclipse. Pak
již stačí založit nový projekt a provést checkout z veřejného SVN RapidMineru (co
to je chceckout a jak jej provést viz C.1), který je na adrese:
https://rapidminer.svn.sourceforge.net/svnroot/rapidminer/Vega/
Poté, co proběhne stažení všech souborů, objeví se v levé části Eclipse strom se
zdrojovými kódy. Teď ještě musíme přidat projekt ITKImageProcessingExtension,
který je k nalezení na přiloženém CD. Do složky lib tohoto projektu přidejte soubor
InsightToolkit.jar, který byl vytvořen během překladu knihovny ITK a nachází se
ve složce /opt/itk/lib/InsightToolkit/WrapITK/Java/. 8 Tento balík obsahuje
třídy pro jazyk Java, které se odkazují na systémově závislé knihovny a součásti ITK.
Z toho důvodu jej nepřikládám na CD, případný zájemce si musí ITK přeložit pro
svůj systém.
Jakmile je toto hotovo, je nutné ještě nastavit parametry JVM. Podrobnosti
o tomto kroku jsou popsány v příloze C.2.
Teď již stačí oba projekty přeložit a spustit. Projekt ITKImageProcessing ob-
sahuje soubor build.xml. Pokud jej vybereme pravým tlačítkem myši, objeví se
8Přesněji řečeno v adresáři, který jste během překladu knihovny nastavili v proměnné
CMAKE_INSTALL_PREFIX.
39
kontextové menu, ve kterém je potřeba vybrat položku Run As – Ant Build, tak
jak je ukázáno na obrázku 2.6.
Obr. 2.6: Překlad projektu ITKImageProcessingExtension.
2.4.3 Operátor v RapidMineru
Pokud chceme do RM přidat vlastní operátor, musíme vytvořit třídu, která dědí od
třídy com.rapidminer.operator.Operator. Tato třída obsahuje mimo jiné metodu
doWork(), která musí být implementována ve všech potomcích. Právě tato metoda
je zavolána pokaždé, když uživatel spustí vytvořený proces.
Tato metoda nemá žádný návratový kód (void), ale výsledek své činnosti ukládá
do privátního atributu typu OutputPort, který (pokud je výstup operátoru připojen
ke vstupu dalšího) předává data dále.
Kód jednoduchého operátoru, který má pouze jeden výstup a načítá obrazová
data pomocí ITK může vypadat například takto (kvůli délce jsem vynechal sekci
import a spojil více tříd do jedné; celý kód je uložen na přiloženém CD v ad-
resáři ITKImageProcessingExtension v souborech src/.../op/ITK1Out.java a
src/.../op/io/ReadImage.java):
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public class ReadImage extends Operator {
/** Vystupni port operatoru. */
private OutputPort outPort = getOutputPorts (). createPort("itkOut");
/** Konstanta PARAM_FILENAME. */
private static final String PARAM_FILENAME = "file_name";
public ReadImage(OperatorDescription description) {
// Zavolame konstruktor predka.
super(description );
// Vystupni port operatoru bude vracet
// instanci tridy ITKImageIoObject.
getTransformer (). addGenerationRule(
outPort , ITKImageIoObject.class );
}
// Parametry operatoru. Tento operator ma jediny parametr -
// uplnou cestu k souboru s obrazkem
public List <ParameterType > getParameterTypes () {
List <ParameterType > p = super.getParameterTypes ();
p.add(new ParameterTypeFile(
PARAM_FILENAME , "Image to read", "jpg", false ));
return p;
}
// Tato metoda se musi pretizit a je volana pokazde , kdy je
// spusten proces v RM.
public void doWork () throws OperatorException {
outPort.deliver(getITKImage ());
}
// Zde se vykonava vlastni kod operatoru. Nacte se obraz pomoci
// ITK a ulozi se do obalovaci tridy ITKImageIoObject , ktery se
// nasledne bude predavat mezi dalsimi ITK operatory.
public ITKImageIoObject getITKImage ()
throws UndefinedParameterError {
// Nacte uplnou cestu k souboru s obrazovymi daty
String fileName = getParameterAsString(PARAM_FILENAME );
reader = itkImageFileReaderIUC2.itkImageFileReaderIUC2_New ();
reader.SetFileName(fileName );
imageIO = new ITKImageIoObject ();
imageIO.setReader(reader );
return imageIO;
}
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V konstruktoru třídy voláme statickou metodu getTransformer() ze třídy
com.rapidminer.operator.Operator. Tato metoda vrací objekt MDTransformer,
ze kterého zavoláme metodu addGenerationRule(). Tímto nastavíme třídu, kterou
bude vracet výstupní port našeho operátoru.
Všechny výstupní porty ITK operátorů vrací objekt typu ITKImageIoObject,
který je postupně předáván mezi dalšími operátory. V tomto objektu jsou uloženy
ukazatele na obrazová data a objekty knihovny ITK. Je zde například ukazatel
na itkImageReader, který obsahuje data načtená ze souboru. Tento objekt je pak
předán na výstupní port v metodě doWork().
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3 ZÁVĚR
V tomto dokumentu jsme si popsali tři volně dostupné knihovny pro zpracování
obrazu, které jsou implementované v jazyce C++ – ITK, VTK a OpenCV (jak již
bylo uvedeno, tyto knihovny obsahují i rozhraní pro jiné jazyky, především pak pro
Python a Javu).
První dvě jmenované knihovny vyvíjí stejná vývojářská skupina, a proto obsahují
množství tříd a metod pro vzájemnou spolupráci. ITK se tak zaměřuje čistě na
zpracování obrazu, tedy filtrování a segmentaci. VTK obsahuje nástroje a algoritmy
pro vizualizaci dat ve dvourozměrném ale i trojrozměrném zobrazení. Obě tyto
knihovny, psané čistě v jazyce C++, jsou robustní a velmi rozsáhlé (počet řádek kódu
je několik milionů). Jejich primární zaměření (a zároveň důvod vzniku) je zpracování
obrazu a vizualizace v lékařství.
Třetí jmenovaná knihovna, OpenCV, obsahuje algoritmy pro filtraci, segmentaci
i vizualizaci. Je napsána v jazycích C a C++ (také obsahuje rozhraní pro jazyk
Python) a zaměřuje se na práci v reálném čase. Oproti ITK nebo VTK, které mohou
být v některých případech pomalé a tudíž nepoužitelné pro úkoly v reálném čase, je
OpenCV od začátku vývoje psána s důrazem na rychlost a je vhodné ji použít všude
tam, kde vyžadujeme okamžité výsledky (například detekce pohybu v bezpečnostních
kamerách, kontrola výstupní kvality výroby, . . . ).
V druhé části tohoto dokumentu jsme ukázali možné spojení data-mining nástroje
RapidMiner s knihovnou ITK. Jak bylo ukázáno v sekci 2.4, toto spojení je možné a
přidá tak do RM nové algoritmy a nástroje, není však bez problému.
Největší překážkou v integraci ITK je absence dokumentace rozhraní Javy, které
automaticky generuje nástroj SWIG při jejím překladu. Také odlišná architektura
obou jazyků znemožňuje čisté spojení – například absence šablon v Javě. Architektura
ITK je silně závislá na šablonách jazyka C++ a při vytváření rozhraní do Javy se
šablony převádějí na třídy, které jsou pak vázány na jediný datový typ. V sekci 2.1.5
jsme si ukázali, jak se toto projeví na výsledném kódu.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
BSD Berkeley Software Distribution
CT Rentgenová tomografie
CVS Concurrent Versions System
DICOM Digital Imaging and Communications in Medicine
GDCM Grassroots DICOM
GNU GNU’s Not Unix
GUI Graphical User Interface
IDE Integrated Development Environment
ITK Insight Segmentation and Registration Toolkit
JVM Java Virtual Machine
MR Magnetická rezonance
OpenCV Open Source Computer Vision
RM RapidMiner
SWIG Simplified Wrapper and Interface Generator
VTK Visualization Toolkit
VXL Vision-X-Library
VNL Vision-Numeric-Library
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A STRUČNÝ ÚVOD DO CMAKE
Při vývoji projektů se, především na Unixových systémech, využívá nástroj make,
který programátorům usnadňuje kompilaci, linkování a spouštění větších projektů.
Tento nástroj vyžaduje v adresáři se zdrojovými kódy soubor Makefile, který
popisuje závislosti pro překlad a linkování. Jednoduchý Makefile, který lze spustit
pomocí nástroje make může vypadat následovně:
CC = gcc
FLAGS = -Wall -Wextra -g --pedantic -std=c99
run: proj1
./$<
proj1: proj1a.o proj1b.o
$(CC) $(FLAGS) -o $@ $+
proj1a.o: proj1a.c proj1a.h
$(CC) $(FLAGS) -c -o $@ $<
proj1b.o: proj1b.c proj1b.h proj1konst.h
$(CC) $(FLAGS) -c -o $@ $<
clean: rm -f *.o
.PHONEY: run clean
Pokud máme takto vytvořený Makefile, stačí spustit nástroj make1, který auto-
maticky projekt přeloží, slinkuje a spustí.
Tento postup je velmi výhodný pro malé projekty, ale pokud máme stovky souborů
v různých adresářích, stává se nepraktickým a nepoužitelným. Z toho důvodu vznikl
nástoj autoconf, což je nástroj pro snadnou tvorbu konfiguračních skriptů známých
jako configure. Tyto skripty si po spuštění načtou systémově závislé proměnné, ověří
přítomnost důležitých knihoven a hlavičkových souborů a automaticky vytvoří soubor
Makefile. Překlad projektu, který využívá tohoto nástoje je pak velmi jednoduchý
(a například pro GNU/Linux typický):
$ ./ configure
$ make
$ make install
Toto však neplatí pro knihovny popisované v tomto dokumentu. Firma Kitware
vyvíjí a využívá vlastní sadu nástrojů pro jednoduchou správu velkých projektů.
Mezi ně patří i CMake, který je vydáván pod zkrácenou BSD licencí.
1Výše uvedený příklad je funkční v nástroji GNU make, jiné implementace se mohou lišit v syntaxi.
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A.1 Instalace CMake
Existuje několik možností, které se liší v různých operačních systémech. Nejjednodušší
způsob nabízí GNU/Linux – instalace z distribučního repozitáře. Toto se liší u každé
distribuce, a proto se nebudeme zabývat podrobnostmi.
Další možností je stažení binárních souborů přímo z webu projektu, který je
http://www.cmake.org .
Třetí možnost je z výše uvedeného webu stáhnout zdrojové kódy a ty pak přeložit.
A.2 Základní použití
Nejjednodušší používání nástroje CMake je zavolat jej bez jakýchkoliv dalších para-
metrů ve složce projektu, který chceme přeložit. Například:
$ cmake ./
$ make
$ make install
Znaky ./ za cmake znamenají, že se má načíst konfigurační soubor v aktuálním
adresáři. Pokud bychom chtěli kompilovat kód v jiném adresáři, než v jakém se
nacházejí samotné zdrojové soubory, stačí jednoduše zavolat CMake s relativní
cestou. Předpokládejme, že zdrojové soubory projektu, který se snažíme přeložit,
jsou v adresáři src a přeložené spustitelné soubory chceme v adresáři build:
$ ls
src build
$ cd build
$ cmake ../ src
$ make
Pokud chceme měnit parametry překladu, které projekt nabízí, musíme cmake
spustit s přepínačem -D:
$ cmake -D JMENO_PARAMETRU:TYP=HODNOTA ../ src
Kde JMENO_PARAMETRU lze nalézt v dokumentaci projektu, který se snažíme
přeložit. Za dvojtečkou následuje TYP parametru, který může nabývat hodnot BOOL,
PATH, apod. Kompilaci se změněnými parametry si ukážeme na příkladu VTK:
$ cmake \
> -D CMAKE_INSTALL_PREFIX:PATH=/opt/vtk \
> -D VTK_WRAP_PYTHON:BOOL=ON \
> ../vtk -src
$ make
Pro potřeby tohoto dokumentu stačí toto základní použití CMake. Případné
zájemce o podrobnější popis použití odkazujeme na [14] a [15]
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B DICOM V ITK
V této kapitole si ukážeme, jak používat formát DICOM v knihovně ITK.
DICOM je kompletní sada standardů pro práci, archivaci a přenos informací v lé-
kařství, specifikuje formát souborů i protokoly pro přenos po síti. Knihovna ITK jej
podporuje pomocí externí opensource knihovny GDCM – multiplatformní knihovna
psaná v jazyce C++, která implementuje podporu DICOM Part 3, 6 a 7. V současné
době je GDCM ve verzi 2.0.16. [17]
Knihovna ITK 3.20 však obsahuje starou verzi GDCM, která nepodporuje všechny
vlastnosti a možnosti formátu DICOM. V této části dokumentu si ukážeme, jakým
způsobem k ITK přilinkovat nejnovější verzi GDCM. Níže popsaný postup před-
pokládá vlastní kompilaci knihovny ze zdrojových kódů pod Unixovým operačním
systémem.
B.1 Kompilace a instalace GDCM
Před samotným překladem a instalací ITK musíme přeložit a nainstalovat kni-
hovnu GDCM. Na oficiálních stránkách projektu si stáhneme nejnovější verzi kódu –
http://gdcm.sourceforge.net . Stažený archiv rozbalíme do adresáře src, kompilovat
budeme v adresáři build, změníme pouze instalační adresář:
$ ls
build src
$ cd build
$ cmake \
> -D CMAKE_INSTALL_PREFIX:PATH=/opt/gdcm \
> ../src
$ make
Postup je podobný kompilaci ITK, kterou jsme popisovali v sekci 2.1.1. I zde je
možnost použít interaktivní konfiguraci pomocí ccmake.
B.2 Kompilace ITK s GDCM
Překlad knihovny ITK jsme podrobně popsali v sekci 2.1.1. Postup zůstává stejný,
pouze s tím rozdílem, že musíme nastavit dvě nové volby:
• ITK_USE_SYSTEM_GDCM nastavíme na ON, což způsobí, že se bude ITK linkovat
oproti systémové verzi GDCM.
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• GDCM_DIR v této proměnné nastavíme úplnou cestu k souboru GDCMConfig.cmake,
v našem případě se jedná o adresář /opt/gdcm/lib/gdcm-2.0.
Volání programu cmake pro překlad ITK pak bude (podle sekce 2.1.1) vypadat
následovně:
$ cmake \
> -D BUILD_TESTING:BOOL=OFF \
> -D BUILD_EXAMPLES:BOOL=OFF \
> -D CMAKE_INSTALL_PREFIX:PATH=/opt/itk \
> -D ITK\_USE\_SYSTEM\_GDCM:BOOL=ON \
> -D GDCM_DIR:PATH=/opt/gdcm/lib/gdcm -2.0
Tímto jsme zkompilovali ITK s nejnovější knihovnou GDCM, kterou můžeme
v projektech využít přes třídu GDCMImageIO. V dokumentaci ITK ještě můžeme
najít jednu podobnou třídu, která plní stejnou funkci – DicomImageIO. Tato je však
označená jako zastaralá a doporučuje se používat funkcí z GDCM.
B.3 Příklad použití
Následující příklad ukazuje jak využít právě zkompilovanou podporu pro DICOM
formát v ITK.
typedef itk::Image < unsigned short , 2 > InputImageType;
typedef itk:: ImageFileReader < InputImageType > ReaderType;
typedef itk:: GDCMImageIO ImageIOType;
ReaderType :: Pointer reader = ReaderType ::New();
ImageIOType :: Pointer gdcmImageIO = ImageIOType ::New ();
reader ->SetFileName( "file.dicom" );
reader ->SetImageIO( gdcmImageIO );
V tomto okamžiku již máme v proměnné reader načtený soubor file.dicom,
který obsahuje obrazová data ve formátu DICOM. Od této chvíle je možné s daty
provádět běžné operace jako u ostatních formátů (podobný příklad, ve kterém je
ukázáno, jak data uložit zpět do souboru je v sekci 2.1.4).
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C VÝVOJOVÉ PROSTŘEDÍ ECLIPSE
Eclipse je open-source vývojové prostředí (také nazývané IDE – Integrated De-
velopment Environment) určené pro projekty psané v jazyce Java. Díky tomu je
multiplatformní, rozšiřitelné pomocí pluginů a velmi rozšířené. Kromě jazyka Java
lze v Eclipse vyvíjet i programy v jazycích například PHP, C++, Python a další.
C.1 Instalace Eclipse a Subclipse
Instalace této aplikace se v různých operačních systémech liší. Je však nutné stáhnout
intalační balík z oficiálních stránek projektu – http://www.eclipse.org/downloads
Zde je možné si vybrat mezi verzemi pro Linux, Mac OS, či Windows. Po stažení a
úspěšné instalaci je možné IDE spustit a začít psát projekty v jazyce Java.
V tomto dokumentu pracujeme navíc s verzovacím systémem SVN1. Projekty
jako RapidMiner, či ITK jej využívají, a proto je výhodné jej integrovat do Eclipse.
To je možné pomocí pluginu, který lze stáhnout ze stránek http://subclipse.tigris.org
Po úspěšném stažení a instalaci Eclipse i pluginu Subclipse může pracovní prostředí
vypadat například jako na obrázku C.1
Obr. C.1: Pracovní prostředí IDE Eclipse.
1SVN je zkratka aplikace Subversion, která se používá pro správu revizí a spolupráci
více vývojářů na jednom kódu. Více informací o SVN naleznete na oficiálních strákách apli-
kace http://subversion.apache.org a informace o programech pro správu revizí například na
http://en.wikipedia.org/wiki/Revision_control
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V tomto okamžiku je možné založit nový projekt pomocí File – New – Project,
případně projekt založíme stažením kopie z SVN repozitáře. Vzhledem k tomu, že
v tomto dokumentu pracujeme s projekty, které mají svůj verzovací systém, ukážeme
si tuto druhou možnost.
Obr. C.2: Nový projekt v Eclipse z SVN repozitáře.
V kontextovém menu File – New – Other nalezneme rozbalovací strom se všemi
možnostmi, které Eclipse nabízí. Pokud jste správně nainstalovali plugin Subclipse,
měli byste vidět položku SVN, která po rozbalení obsahuje jedinou možnost Checkout
Projects from SVN – viz obrázek C.2. Vybereme tuto položku a aplikace se nás
zeptá na adresu SVN repozitáře. Vybereme možnost zadat vlastní novou adresu a
následně zadáme například adresu SVN projektu RapidMiner – viz obrázek C.3
Obr. C.3: Checkout projektu RapidMiner ze SVN.
V tomto okamžiku již jenom potvrdíme volbu a počkáme, až Eclipse stáhne
požadovaný projekt ze serveru. To může trvat i několik minut, záleží na velikosti
SVN repozitáře.
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Jakmile je projekt stažen, v levém panelu aplikace Eclipse naleznete všechny
soubory a zdrojové kódu projektu. Ty můžete jednoduše upravovat a posléze přeložit
a spustit pomocí menu Run – Run nebo Run – Debug. U některých složitějších pro-
jektů, případně kódu, který je závislý na externích knohovnách (případ RapidMineru)
je nutné před vlastním překladem s spuštěním provést několik nastavení. Ty si
ukážeme v dalších sekcích.
C.2 Další nastavení
Kombinace nástroje RapidMiner a knihovny ITK, která je v tomto dokumentu
popisována vyžaduje ještě další nastavení.
V tomto dokumentu jsme během kompilace knihovny ITK ukládali binární soubory
a Java wrapper do adresáře /opt/itk2. Vzhledem k tomu, že toto není adresář, kam se
běžně ukládají systémové knihovny a hlavičkové soubory, musíme Eclipse a tím pádem
i JVM říct, kde knihovnu ITK hledat. To se v Eclipse nastaví v menu Run – Run
Configurations – Arguments – VM Arguments, kam je potřeba napsat úplnou
cestu: -Djava.library.path=<cesta>, viz obrázek C.4
Obr. C.4: Nastavení argumentu JVM v Eclipse.
2Na Unixovém operačním systému. Na OS Windows se jak kompilace tak instalace výrazně liší
a není v tomto dokumentu popsána.
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