


































































































































































































































































































  f.each_line {|line|
    break if line.include?('関連項目'.toutf8)


















































































































































































































































































































































































































 public static void main(String[] args) {
  try {
   String line;
   BufferedReader reader=
    new BufferedReader(new InputStreamReader(System.in));
   while((line=reader.readLine()) != null) {
    System.out.println(line);
   }
   reader.close();
  }
  catch (Exception e) {










































Ruby on Rails [rubyonrails.org] があり、タブレッ
ト端末向けアプリを作る環境として[rhomobile.
com/products/rhodes]がリリースされている。学習













































































































































































































a） Scratch [etoys.jp/scratch/scratch.html] は Smalltalk
の実装の１つである Squid [squeak.org] をベー
スに作られた幼児向け環境。
b） VISCUIT（ビスケット）[viscuit.com]　これも
子供向けの環境である。
10）ゲーム言語、アニメーション言語
　前項と若干重なる部分があるが、言葉の分かる
年齢層以上を対象にした場合は多少とも言語的学
習活動を要求するようになる。そのぶん、楽しみ
の要素をどこに見出すか、についてそれぞれ工夫
を行なっている。
Tonyu [tonyu.jp] 日本で作られている、RPG作成
のための言語および環境。並列処理をサポート
しているとこは先進的である。
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Alice [alice.org] ３Ｄアニメーションを作りなが
らオブジェクト指向プログラミングを学ぶシス
テム。言語としてはJavaのサブセットに近いが、
そのプログラミングを、ほぼタイピングなしに
マウスクリックだけで進めていけるのが１つの
特徴。また、「Do Together」という文法要素で
並列処理もプログラムできる。
　なお、これと同名の（ケース違いの）ALiCEと
いう言語 [kazpyon.iza-yoi.net/alice.html] もあるが、
これは研究中の、Basicに似たスクリプト言語で
あり、混同しないよう注意されたい。
３．３　総合評価
　様々なアプローチがあることがわかった。初学
者への入門教育として、これらすべてを試してみ
たいところであるが、現実的課題としては当面の
言語を１つ選択することになる。これまでに述べ
た評価基準を考慮して、「Java言語にいずれかの
時点でつないで行くことを考慮しつつ、実用言語
で入門する」といった方針に沿って言語を選ぶと
すればこれまで見てきた中では、RubyとScalaが現
実的に有力な選択肢として浮上してくる。ちなみ
にこの２言語は、共通点としては、①def で関数
宣言する、②関数呼び出しの括弧は省略可、③開
いたオブジェクト指向、④ジェネレータによるfor-
each的な繰り返し構文を持つ、が挙げられる。差
異として最も大きいものは、Rubyが動的型付けで
あるのに対し、Scalaは静的型付け言語であること
だろう。Rubyの世界にいる限りは型指定子の存在
に出会わないですむ。或いは型指定子の概念を学
ぶ機会がないとも考えられる。Scalaで始めるにし
ても最初は型指定子のことを知らずに（型推論任
せで）コーディングは進めて行けるが、ある程度
高度なことを考え始める段階になってScalaの型指
定子に出会うことになる。「次の言語で初めて出
会うまで型指定子を見せない」か、「最初の言語
で徐々に型の話をしていく」か、これは教育者の
方針次第だろう。本稿ではその最後の結論は名言
しないで置くが、これまでRuby使いだった筆者も
Scalaの型推論システムを見て、その有効性に刮目
する思いだったことは付記しておきたい。
３．４　考察
　Java言語は何かと気難しいところがあり、Java
での入門は、いわば大人（プロ）の作法を子供（ア
マ）に求めるような感覚になる。プログラミング
の最初の段階は、なるべく「ゆるゆる」から始め
たいものである。強い型付のある言語は、その「ゆ
るゆる」を許さないのが入門教育の上で問題にな
る。HaskellやScalaにあるような型推論はその入
門時の敷居を下げるのに効果的だろう。このいず
れの言語も、REPLにt:（正式には type:）コマン
ドがあり、式（が返すことになっている値）の型
を表示してくれるので、それを見ながら型の概念
を少しずつ学んで行けるのではないだろうか。
　人が使う言語（ここでは自然言語）が思考（も
のの考え方）に影響を与えるというのはよく言わ
れることである。プログラミング言語もまた人の
思考に影響を与えるだろうし、言語が変わると
そこで教えるべき内容も変わってくる。例を１
つあげておく。変数aと変数bの内容を入れ替えた
いときに、逐次型言語の場合（例えばCだと）int 
tmp=a; a=b;b=tmp; のように、仮置きのための一時
的変数（ここではtmp）が必要なことを、大抵は
鉄道の引き込み線の図を書いて説明したものであ
る。されにその手順を簡単にすますための上記の
コードを関数swap()の中に包み混んで、swap(a,b)
のように使いたいと思ったときに、変数a,bがint
ならいいが他の型だと使えないね、と問題提起を
するような流れの授業をかつてやっていた。今は
この議論そのものが意味を持たなくなっている。
昨今は多重代入（或いは平行代入）が一般化した
ため、(a,b)=(c,d);のような代入文で交換が可能で
ある。関数swapを作るにしても、動的型付の言
語や、型パラメータのある言語だと前述の課題と
は無縁である（したがってRubyでもScalaでも悩
まなくていい）。こうして楽になった時間をどの
ように生かし、どんな内容でより深い或いはより
広い学習につなげていけるか、教える立場の人間
は言語の進歩に沿って次のステップの模索を続け
なければならないことになる。
　ハードウェア環境の変化もまた、プログラミン
グのあり方の変化或いは多様化を後押ししてきて
いる。開発効率と実行効率の間での優先度におい
て、開発>>実行、となるような領域が増えてい
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る。いかに楽に書くか、すなわち人間にとっての
Light Weightな（軽量な）言語がより強く求めら
れるようになってきたのだろう。
　従来の「変数」の概念は、CPUの「レジスタ」
に対応する。レジスタが一杯だとメモリ上に配置
（実際はレジスタから必要に応じて退避）する必要
があり、アセンブラ時代はそれをプログラマがや
り繰りしていたが、コンパイラ時代になるとコン
パイラ任せですむようになった。一方、配列はメ
モリ上の連続した領域に対応する。といった具合
に、データ処理の際にデータの実体を意識しなけ
ればならなかったのは資源の量的制約があったか
らだが、今はそこからほぼ開放されている筈。ファ
イルを処理する際に、少しずつメモリに読み込む
旧来のスタイルではなく、ファイルの中身をごそっ
と読み込む、または読みこまなくてもプログラマ
がイメージしやすいデータ構造にマッピングさせ
て、そのデータ構造上の操作を行うようなプログ
ラムを書くことは可能である。そんなプログラミ
ングスタイルの変化が起きると、変数というもの
も、これまでのようにデータを保持する場所とし
て認識せずに（授業では「箱」のイメージによる
説明を今でも多用しているが）、むしろ関数から
関数へ受け渡しされるオブジェクトを、その受け
渡しの途中でトラップしてどこかに仮置きしてお
くような、例えば押しピン若しくはフックのよう
なイメージで捉えることが妥当になってきている。
（実際に多くの言語での「変数」は現実には値で
なく参照を保持している。）言語を考察すること
により、プログラミングのあり方もまた考え直す、
そういう時期に来ているような気がする。
４．おわりに
４．１　まとめ
　初級プログラミング授業で使う言語の選定を目
的としてプログラミング言語に関する調査を行っ
た。結論としては型に関してのスタンスの違う２
つの言語を最有力といて候補に残すことになった。
　この課程で以下のようなことを論じてきた。
a） プログラミング言語の大きな動き
・高水準言語へのシフト
・今後は関数型パラダイムの重要性が増す
b） 現実との折り合い
・関数型パラダイムは徐々に取り込むべし一気に
パラダイムを変えてしまって、社会で使われ
るパラダイムから離れた思考をする、言わば
ミュータントを送り出したとしてもそれを受け
入れる現場がない
c） 入門のための必要条件
・開いたオブジェクト指向
・REPLによるインタラクティブ実行
・グラフィック機能とインタラクションの平易な
活用手段
d） 型制約の概念
・型推論により静的型付言語も入門教育に導入可
能になってきた
・型制約との出会いについての考え方によって、
 早い時期から→Scala　後からでいい→Ruby
今般、あらためて調査をしてみて感じたことは、
多様な選択肢が我々の目の前にあるという事であ
る。（大学教育だけが影響力を持つとは考えない
が）、大学教育＝＞実社会（での技術の現場）、と
いう流れの中で実社会を意識して教育内容を整え
るという後ろ向きの影響と大学教育の結果が実社
会で働く若者の思考として反映されるという前向
きの影響とが、いわばニワトリと卵の関係になっ
ている。そんな中で、単純に多勢に合わせるだけ
の発想でなく、どんな発想法を身につけた卒業生
を社会に送り出すかを模索していくことが大学人
の責務だと、あらためて感じた次第である。
４．２　今後の課題
　この入門教育に関しては、この言語選定のあと
の課題としては、
１　興味を持続させる教材の整備
２　コンパクトな見せ方のできる（言語仕様のサ
ブセットを見せるような）環境の模索
３　DSLの機能を活用し後置表現による言語（処
理の流れを左～右に統一）の可能性の模索
を考えていきたい。また、最終物に選定した言語
での教育実践を重ねつつ、それと並行して、他の
場所（ゼミナールや他学への出講）において、他
の言語での実践からのフィードバックも、今後の
研究に反映させていきたいと考えている
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