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ในปัจจุบนัการพฒันาโปรแกรมโดยใช้ภาษาจาวาเป็นท่ีนิยมและแพร่หลายมากยิ่งข้ึน เช่น 
การน าโปรแกรมภาษาจาวาเขา้ไปใชใ้นวงการอุตสาหกรรม วทิยาศาสตร์ และเศรษฐศาสตร์ เป็นตน้ 
อีกทั้งในดา้นการศึกษายงัใหค้วามส าคญักบัภาษาจาวาเป็นอยา่งมาก โดยจะเห็นจากมีการบรรจุการ
เขียนโปรแกรมด้วยภาษาจาวาเข้าไปในหลักสูตรของวิศวกรรมคอมพิวเ ตอร์ วิทยาศาสตร์
คอมพิวเตอร์ และสาขาวิชาอ่ืนๆท่ีเก่ียวขอ้ง เน่ืองจากความนิยมท่ีมีจ านวนมากของภาษาจาวาจึงท า
ให้มีการพฒันาซอฟต์แวร์ และน าออกมาเผยแพร่กนัอย่างแพร่หลาย อยา่งไรก็ตามบางกรณีจะพบ
เห็นบางซอฟต์แวร์ท่ีมีความผิดพลาดอยู่ ซ่ึงอาจก่อให้เกิดความเสียหายแก่ทรัพยากร (เวลา ขอ้มูล 
และรายได ้เป็นตน้) ของผูใ้ชง้านหรือขององคก์รได้ ดงันั้นจึงไดเ้กิดแนวคิดในการท าวิจยัน้ีข้ึนเพื่อ
ศึกษาวิธีการตรวจสอบความผิดพลาดก่อนการน าซอฟต์แวร์ไปใช้งาน โดยเฉพาะความผิดพลาด
ประเภทท่ีเกิดข้ึนขณะท่ีซอฟต์แวร์ก าลงัประมวลผล (Runtime exception) ท่ีอาจเกิดข้ึนได ้โดย
หวัใจหลกัส าคญัคือการศึกษาหาความเป็นไปไดใ้นการใชไ้บตโ์ค๊ดเพื่อตรวจหาความผิดพลาดของ
ซอฟตแ์วร์ภาษาจาวา และหาขอ้ดีขอ้เสียต่างๆท่ีเกิดข้ึนจากการใชไ้บตโ์คด้ เพราะถา้หากสามารถใช้
ไบต์โค้ดในการทดสอบซอฟต์แวร์ได้ นั่นหมายความว่าไม่จ  าเป็นต้องอาศัยซอสโค้ดในการ
ด าเนินการซ่ึงจะท าให้การทดสอบซอฟตแ์วร์สะดวกมากยิ่งข้ึน อีกทั้งหากสามารถตรวจสอบความ
ผิดพลาดก่อนท่ีจะเกิดข้ึนจริงไดแ้ลว้จะเป็นการลดความเส่ียงในการสูญเสียทรัพยากรของผูใ้ชง้าน
หรือองค์กรท่ีน าซอฟต์แวร์ไปใช้งาน และยงัเป็นการลดภาระของวิศวกรผูท้ดสอบซอฟต์แวร์  
นอกจากนั้นยงัสามารถลดระยะเวลาในขั้นตอนการตรวจสอบซอฟต์แวร์ไดอี้กดว้ย ซ่ึงนบัว่าเป็น
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 RUNTIME EXCEPTION CHECKING/ JAVA LANGUAGE 
 
At present, software development using java language is widely used, for 
instance, in the field of industry, science and economics. In addition, education field 
interests in java language containing it in the course of computer engineering, 
computer science and other involved departments. From the popularity of java 
language, many software developers use it to develop java software. However, we can 
find failures in running software that cause loss in resource, i.e., time, data, revenue, 
etc., of user or organization. This research purposes java software checking method, 
especially during runtime for runtime exception. The key importance is the feasibility 
study of using Bytecode for runtime exception checking and the pros and cons of 
using byte code. We can use Bytecode as an input for software testing instead of using 
source code. It will provide more convenient in software testing phase if it is able to 
locate the possible runtime exception, causing the reduction of the risk of resource 
loss. Furthermore, the software tester will reduce time and workload in testing java 
software. The runtime exception checking method will have benefits for both of users 
and software developers. 
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ผิดพลาด (Exception) เกิดข้ึน ซ่ึงอาจเกิดจากการขาดความรู้หรือประสบการณ์ท่ีน้อยเกินไปของ
ผูพ้ฒันาซอฟตแ์วร์ ดงันั้นจึงไดเ้กิดเป็นแรงบนัดาลใจให้มีการจดัท าการศึกษาวิจยัน้ี โดยในการวิจยั
คร้ังน้ีจะเป็นการวิจยัเก่ียวกบัวิธีการท่ีช่วยให้ผูพ้ฒันาโปรแกรมสามารถตรวจสอบความผิดพลาดท่ี
อาจจะเกิดข้ึนในการเขียนซอสโคด้ (Source code) ของซอฟตแ์วร์ในภาษาจาวาซ่ึงเป็นภาษาท่ีไดรั้บ
ความนิยมในการพฒันาซอฟต์แวร์ โดยในภาษาจาวานั้นไดมี้การแบ่งความผิดพลาดท่ีอาจเกิดข้ึน
ออกเป็น 3 กรณีตาทฤษฎีของ Pugh, W. (2007) หลกัๆดงัน้ี  
1. ความผดิพลาดท่ีเกิดจากไวยากรณ์ของภาษาท่ีไม่ถูกตอ้ง (Syntax Errors) 
2. ความผดิพลาดในระหวา่งการรันโปรแกรม (Runtime Errors) 
3. ความผดิพลาดท่ีเกิดจากตรรกะของผูพ้ฒันา (Logic Errors) 
ในการวิจยัคร้ังน้ีมุ่งเน้นให้ความส าคญัไปท่ีการพฒันาเคร่ืองมือท่ีใช้ตรวจสอบความ
ผิดพลาด (Exception) แบบความผิดพลาดในระหวา่งการรันโปรแกรม (Runtime Errors) เป็นหลกั 
เน่ืองจากในภาษาจาวาได้มีการพฒันาให้สามารถตรวจสอบความผิดพลาดบางอย่างได้แล้ว เช่น 
ความผดิพลาดประเภทท่ีเกิดจากไวยากรณ์ของภาษาท่ีไม่ถูกตอ้ง (Syntax Errors) เป็นตน้ อยา่งไรก็
ตามความผิดพลาดในระหวา่งการรันโปรแกรมท่ีเกิดข้ึนยงัไม่มีการพฒันาให้สามารถตรวจสอบได ้












ประโยชน์ต่อผูพ้ ัฒนาเป็นอย่างมาก อีกทั้ งเป็นการลดความผิดพลาดของโปรแกรมต่างท่ีถูก
พฒันาข้ึนดว้ยภาษาจาวาท่ีน าออกมาใชอี้กดว้ย ซ่ึงจะเป็นผลดีต่อผูใ้ชใ้นแง่ของการลดความเส่ียงใน






(Runtime exception) ประเภทต่างๆท่ีเกิดข้ึนในภาษาจาวาโดยใชไ้บตโ์คด้ 
1.2.3 เพื่อทดลองสร้างเคร่ืองมือตวัอย่างท่ีใช้ในการตรวจหาความผิดพลาดประเภทความ







1.3.2 หากสามารถคน้หาความผิดพลาดในภาษาจาวาดว้ยไบต์โคด้ไดแ้ลว้ จะสามารถน า
วธีิการท่ีคิดคน้ข้ึนไปพฒันาเป็นเคร่ืองมือท่ีใชใ้นการตรวจสอบความผิดพลาดในภาษาจาวาได ้
1.3.3 วธีิการท่ีสร้างข้ึนสามารถท างานไดโ้ดยไม่ตอ้งอาศยัซอสโคด้ของภาษาจาวา เพียงแค่




(Runtime Errors) บางประเภท ซ่ึงในงานวจิยัน้ีจะยกตวัอยา่งความผดิพลาดประเภทความผิดพลาดท่ี
เกิดจากการแปลงวตัถุของภาษาจาวาอยา่งไม่ถูกตอ้ง (Class cast exception) ความผิดพลาดประเภท











ประเภทท่ีเกิดจากการหารดว้ยศูนย ์(Arithmetic : Divided by zero exception) ความผิดพลาด
ประเภทท่ีเกิดจากการจดัรูปแบบตวัเลขท่ีไม่ถูกตอ้ง (Number format exception)  และความ
ผดิพลาดท่ีเกิดจากการใชง้านสตริงเกินขอบเขตท่ีก าหนด (String index out of range) เท่านั้น 
1.4.2 วิธีการท่ีพฒันาข้ึนน้ีสามารถตรวจสอบไบตโ์คด้ (Bytecode) ของภาษาจาวาในไฟล์











ไบตโ์คด้ในจาวาเวอร์ชวลแมชีน (JVM) เวอร์ชนั 1.6 เท่านั้น 
1.5.3 วิธีการตรวจหาความผิดพลาดพฒันาข้ึนน้ีรองรับไบต์โค้ดท่ีได้จากไฟล์นามสกุล 





























1.7 ค าอธิบายศัพท์ 
1.7.1 ความผดิพลาด (Exception) 
หมายถึง ความไม่ถูกตอ้งภายในโปรแกรมภาษาจาวาท่ีส่งผลให้โปรแกรมท างานผิดปรกติ 
หรือ หยดุการท างาน 
1.7.2 ไบต์โค้ด (Bytecode) 
หมายถึง ค าสั่งปฏิบติัการของภาษาจาวาท่ีบรรจุอยู่ในไฟล์นามสกุล .class ท่ีถูกรันดว้ย
ค าสั่ง javap -c จนไดข้อ้ความท่ีสามารถอ่านท าความเขา้ใจได ้
1.7.3 ไลน์โค้ด (Line number) 
หมายถึง ขอ้ความท่ีบ่งบอกถึงต าแหน่งการแบ่งไบตโ์คด้ออกเป็นชุดๆตามหมายเลขบรรทดั 
โดยไลน์โคด้จะไดจ้ากการรันค าสั่ง javap –l 
1.7.4 สแตก (Operand stack) 












1.7.5 แพทเทร์ิน (Pattern) 
หมายถึง แต่ละชุดของค าสั่งไบต์โคด้ท่ีถูกแบ่งออกเป็นส่วนๆด้วยไลน์โคด้ ซ่ึงหน่ึงแพ
ทเทิร์นจะประกอบไปดว้ยค าสั่งไบตโ์คด้จ านวนหน่ึง 
1.7.6 โปรเจค (Java project) 
หมายถึง โปรแกรมภาษาจาวาท่ีถูกพฒันาอยู่ภายในโปรแกรมประยุกต์เช่น Eclipse หรือ 
NetBeans โดยภายในโปรเจคจะประกอบไปด้วยไฟล์นามสกุล . java ท่ีบรรจุซอสโค้ดของ
โปรแกรมเอาไว ้
1.7.7 สอบถามข้อมูล (Query) 
หมายถึง การใชค้  าสั่ง SQL ในการเขา้ถึงขอ้มูลในฐานขอ้มูลท่ีตอ้งการ 
1.7.8 ฐานข้อมูลตรวจสอบ (Check pattern database) 
หมายถึง ฐานขอ้มูลท่ีเก็บแพทเทิร์นท่ีอาจก่อให้เกิดความผิดพลาด และ ขอ้มูลอ่ืนๆท่ีใช้
ประกอบในการตรวจสอบความผดิพลาด 
1.7.9 ฐานข้อมูลน าเข้า (Input pattern database) 
หมายถึง ฐานขอ้มูลท่ีเก็บแพทเทิร์น และ ขอ้มูลประกอบอ่ืนๆท่ีไดจ้ากการประมวลผลไฟล์
















 ในบทน้ีจะเป็นการน าเสนอทฤษฎีพื้นฐานท่ีใช้ในการสร้างวิธีการตรวจหาความผิดพลาด  
(Exception) ในไบต์โคด้ของภาษาจาวา (Java Bytecode) โดยในหัวขอ้แรกจะเป็นการอธิบาย
เก่ียวกบัความผิดพลาด (Exception) บนภาษาจาวา ในหัวขอ้ท่ี 2 จะอธิบายถึงไบต์โคด้ของภาษา 
จาวาว่ามีโครงสร้างและหลกัการท างานอย่างไร เพื่อให้สามารถเขา้ใจหลกัการและน าไปใช้สร้าง
วิธีการตรวจหาความผิดพลาดได้อย่างเหมาะสม ในหัวข้อท่ี 3 จะอธิบายถึงทฤษฎีของการ
เปรียบเทียบรูปแบบ (Pattern matching) ซ่ึงจะเป็นวิธีการท่ีจะน ามาประยุกต์ใช้กบัไบต์โคด้เพื่อ
สร้างเป็นวิธีการค้นหาไบต์โค้ดท่ีท าให้เกิดความผิดพลาดข้ึนมา ในหัวข้อท่ี 4 จะอธิบายถึง
รายละเอียดของค าสั่งไบตโ์คด้เพื่อน าไปสร้างวธีิการคน้หาความผดิพลาดในไบตโ์คด้ของภาษาจาวา 
ดว้ยวิธีการตีความชุดค าสั่งบางค าสั่งของไบต์โคด้เพื่อน ามาเพิ่มประสิทธิภาพของวิธีการตรวจหา
ความผิดพลาดในไบต์โคด้ของภาษาจาวาโดยใช้วิธีการเปรียบเทียบรูปแบบ เพื่อให้ไดว้ิธีการท่ีมี
ประสิทธิภาพในการคน้หาความผิดพลาดในไบตโ์คด้ของภาษาจาวา และในหวัขอ้ท่ี 5 จะน าเสนอ




 Exception เป็นส่วนท่ีแสดงความผดิพลาดท่ีเกิดข้ึนในระหวา่งท่ีโปรแกรมท างาน โดยส่วน
จดัการความผิดพลาด (Exception handling) จะถูกใช้เม่ือเมท็อด (Method) หรือส่วนประกอบ 
(Component) นั้นๆ ไม่สามารถจะท างานต่อได ้เม่ือมีความผิดพลาดเกิดข้ึน เช่น การหารดว้ย 0 การ
เรียกใช้อาร์เรยใ์นต าแหน่งท่ีไม่ถูกตอ้ง และการแปลงประเภทของขอ้มูลท่ีไม่ถูกตอ้ง เป็นตน้ หาก
เกิดความผิดพลาดข้ึนส่วนจดัการความผิดพลาดจะถูกใช้ส าหรับเมท็อดหน่ึงๆ เพื่อตรวจความ
ผิดพลาดท่ีท าให้โปรแกรมไม่สามารถท างานต่อได้ เม่ือตัวจัดการความผิดพลาด (Exception 











exception) หรือท าการรัน โปรแกรมในส่วนท่ีจะแจง้ความผิดพลาดให้ผูใ้ชท้ราบ หรืออาจเป็นการ
ท างานแบบอ่ืนๆ ทั้งน้ีเพื่อจุดประสงคใ์นการท าให้โปรแกรมท างานไดโ้ดยไม่ตอ้งหยุดการท างาน
กะทนัหนั โดยในภาษาจาวาคลาส Exception จะสืบทอดมาจากคลาส Throwable เพื่อท าให้สามารถ





รูปท่ี 2.1 ล าดบัชั้นของคลาส Exception ในภาษาจาวา (Sun Microsystems Inc., 2005) 
 
 
 ในรูปท่ี 2.1 จะเห็นวา่คลาส RuntimeException ไดสื้บทอดมาจากคลาส Exception ท่ีสืบ
ทอดมาจากคลาส Throwable อีกที ดั้งนั้นเม่ือเกิดความผิดพลาดประเภท Runtime exception ข้ึนจึง
สามารถโยนความผิดพลาดระหวา่งคลาสได ้แต่ความผิดพลาดประเภท Runtime exception จะมีขอ้
แตกต่างคือ ไม่สามารถถูกตรวจพบในขณะคอมไพล์ซอฟต์แวร์ จึงไม่สามารถท่ีจะแก้ไขความ
ผิดพลาดไดใ้นทนัที แต่จะถูกพบในระหว่างท่ีซอฟต์แวร์ก าลงัประมวลผลอยู่ซ่ึงอาจตอ้งกลบัมา
แกไ้ขในภายหลงั (Sun Microsystems Inc., 2005) 















ใช ้try และ catch เขา้มาเพื่อตรวจสอบความผดิพลาดของโครงสร้างภาษา ดงัรูปท่ี 2.2 
 
 
รูปท่ี 2.2 ตวัอยา่งของ Exception handling ในภาษาจาวา (Robillard, M. P. and G. C. Murphy,  
2003) 
  
 Robillard, M. P. และ G. C. Murphy (2003) ไดอ้ธิบายถึงหลกัการท างานของ Exception 
handling โดยอธิบายวา่ในภาษาจาวาก าหนดบล็อกท่ีช่ือ try ซ่ึงภายในบล็อกน้ีจะมีค าสั่งต่างๆท่ีอาจ
ก่อให้เกิดความผิดพลาด และอาจก่อให้เกิด error ข้ึนได ้บล็อก try จะคู่กบับล็อก catch เสมอ catch 
จะเป็นบล็อกท่ีคอยดกัจบัความผดิพลาดโดยตวัจดัการความผิดพลาด (Exception handler) อีกบล็อก
หน่ึงท่ีอาจมีหรือไม่มีก็ได้นั่นคือบล็อก finally ซ่ึงเป็นบล็อกท่ีจะถูกท าเสมอแมว้่าจะไม่มีความ
ผิดพลาดก็ตาม อยา่งไรก็ตามหากบล็อก  try ไม่มีบล็อก catch ผูพ้ฒันาซอฟตแ์วร์ตอ้งเขียนบล็อก 











 งานวิจยัน้ีผูว้ิจยัไดท้  าการคดัเลือกประเภทของความผิดพลาดในภาษาจาวาท่ีสามารถพบ
เห็นไดท้ัว่ไปมาท าการศึกษาวเิคราะห์จ านวน 5 ประเภทดงัน้ี 





ตอ้งมีลกัษณะความสัมพนัธ์เป็นคลาสแม่-คลาสลูกกนั (Sub class)  ตวัอยา่งเช่น มีการประกาศตวั
แปรท่ีเป็นวตัถุของคลาส Integer เอาไว ้แต่เม่ือจะน าไปใชก้ลบัมีการแปลงให้อยูใ่นรูปของวตัถุของ
คลาส String ซ่ึงคลาส String ไม่สามารถรองรับวตัถุของคลาส Integer ได ้จึงท าให้เกิดความ








2.1.2 ความผดิพลาดประเภทการเรียกใช้อาร์เรย์เกนิขอบเขตทีก่ าหนด (Array index out 
of bound exception)  
            คือ ความผิดพลาดประเภทท่ีเกิดข้ึนกบัโครงสร้างขอ้มูลท่ีมีลกัษณะเป็นอาร์เรย์ (รวมถึง
อาร์เรยลิ์สต ์ลิงคลิ์สต ์และโครงสร้างขอ้มูลอาร์เรยอ่ื์นๆ) โดยเกิดจากการเรียกใชอ้าร์เรยใ์นต าแหน่ง
ท่ีไม่ถูกตอ้งเช่น ประกาศตวัแปรอาร์เรยช์นิด Integer โดยจองต าแหน่งในการเก็บขอ้มูลเอาไว ้5 
ต าแหน่ง แต่เม่ือมีการเรียกใชต้วัแปรอาร์เรยน้ี์มีการเรียกใชอ้าร์เรยใ์นต าแหน่งท่ี 5 จึงท าให้เกิดความ
















2.1.3 ความผดิพลาดประเภททีเ่กดิจากการหารด้วยศูนย์ (Arithmetic : Divided by zero 
exception)  




รูปท่ี 2.5 ตวัอยา่งของซอสโคด้ท่ีเกิดความผิดพลาดประเภทท่ีเกิดจากการหารดว้ยศูนย ์
 
2.1.4 ความผดิพลาดประเภททีเ่กดิจากการจัดรูปแบบตัวเลขทีไ่ม่ถูกต้อง (Number format 
exception)  
คือ ความผิดพลาดท่ีเกิดข้ึนจากการแปลงวตัถุท่ีมีค่าไม่ใช่ตวัเลขให้อยู่ในรูปแบบตวัเลข
ตวัอยา่งเช่นในรูปท่ี 2.6 ท่ีมีการประกาศตวัแปรแบบสตริงท่ีมีค่า 125w จากนั้นมีการแปลงให้อยูใ่น



















2.1.5 ความผดิพลาดทีเ่กดิจากการใช้งานสตริงเกนิขอบเขตที่ก าหนด (String index out of 
range)  
คือ ความผิดพลาดท่ีเกิดกบัขอ้มูลชนิดขอ้ความ (String) ซ่ึงในภาษาจาวาขอ้มูลชนิดน้ี
สามารถเขา้ถึงในลกัษณะของอาร์เรยข์องตวัอกัษร (Character) โดยการระบุต าแหน่งของตวัอกัษรท่ี
ต้องการลงไปเพื่อเลือกเอาเฉพาะตัวอักษรท่ีต้องการ ดังนั้ นหากมีการใส่ตวัเลขต าแหน่งของ
ตวัอกัษรท่ีเกินขนาดของอาร์เรยต์วัอกัษร ก็จะก่อใหเ้กิดความผิดพลาดประเภทน้ีข้ึนตวัอยา่งเช่น ใน
รูปท่ี 2.7 มีการประกาศตวัแปรท่ีมีค่าเป็น SUT โดยมีความยาวเท่ากบั 3 ตวัอกัษร ซ่ึงสามารถเขา้ถึง







รูปท่ี 2.6 ตวัอย่างของซอสโคด้ท่ีเกิดความผิดพลาดประเภทท่ีเกิดจากการจดัรูปแบบตวัเลข 
ท่ีไม่ถูกตอ้ง 











2.2 ไบต์โค้ดของภาษาจาวา (Java Bytecode) 
 ขอ้มูลเก่ียวกบัไบต์โคด้ท่ีน าเสนอในหวัขอ้น้ีจะเป็นขอ้มูลของไบต์โคด้ท่ีถูกคอมไพล์ดว้ย 
Java 2 SDK Standard Edition v1.2.1 ในอนาคตอาจมีตวัคอมไพล์ท่ีใหม่กวา่ซ่ึงอาจมีบางค าสั่งท่ี
แตกต่างออกไป แต่ก็ยงัคงมีลักษณะการท างานท่ีคล้ายกันอยู่โดยในท่ีน้ีจะเน้นไปท่ีการศึกษา
เก่ียวกบัวธีิการและหลกัการในการประมวลผลค าสั่งของไบตโ์คด้เป็นหลกัส าคญั 
 ไบต์โคด้ คือ ภาษาส่ือกลางของจาวากบัเคร่ืองคอมพิวเตอร์ เช่นเดียวกบัภาษาแอสเซมบลี 
ของภาษาซี และซีพลสัพลสั (C and C++) โดยจาวาไบต์โคด้เป็นชุดค าสั่งท่ีไดจ้ากการคอมไพล ์
ซอสโคด้ของภาษาจาวา นัน่ก็คือโปรแกรมท่ีได้จากการคอมไพล์ซอสโคด้ภาษาจาวานั่นเอง ซ่ึง
จ านวนค าสั่งของไบต์โค้ดจะส่งผลโดยตรงต่อขนาดของโปรแกรม หน่วยความจ าท่ีใช้ และ
ความเร็วในการประมวลผล ดงันั้นถา้หากมีโปรแกรมท่ีมีไบต์โคด้จ านวนมากเป็นส่วนประกอบก็
จะท าให้ต้องใช้หน่วยความจ าจ านวนมากข้ึนในการประมวลผล และยงัส่งผลให้ความเร็วของ
โปรแกรมลดลงอีกด้วย (Lievens, W., 2006) ในภาษาจาวาเม่ือท าการเขียนซอสโคด้แล้วจะถูก
บนัทึกไวใ้นไฟล์ตระกูล .java และต่อมาจะถูกคอมไพล์ให้อยู่ในรูปของไฟล์ตระกูล .class  ซ่ึง
สามารถสร้างไบต์โคด้จากไฟล์ท่ีท าการคอมไพล์แล้วของภาษาจาวา (*.class) ได้ด้วยหลายวิธี







จากรูปท่ี 2.8 เป็นการใชค้  าสั่ง javap ซ่ึงเป็นค าสั่งพื้นฐานในการจดัการเก่ียวกบัไบตโ์คด้
โดยค าสั่งน้ียงัมีตวัเลือกอ่ืนๆท่ีจ าเป็นในการสร้างไบต์โค้ดซ่ึงได้อธิบายเอาไวใ้นเว็บไซต์ของ  
Oracle Inc. (2004) ดงัต่อไปน้ี 
javac Employee.java 
javap -c Employee > Employee.bc 
 











 -l  แสดงหมายเลขบรรทดัและตารางตวัแปรภายใน 
 -public  แสดงเฉพาะคลาสและตวัแปรท่ีมีลกัษณะเป็นแบบ public 
 -protected แสดงเฉพาะคลาสและตวัแปรท่ีมีลกัษณะเป็นแบบ protected 
 -private  แสดงเฉพาะคลาสและตวัแปรท่ีมีลกัษณะเป็นแบบ private 
 -s  แสดง type signature 
 -c  แสดงไบตโ์คด้ของโปรแกรม 
 
 ในการสร้างวิธีการตรวจหาความผิดพลาดในไบต์โค้ดของภาษาจาวาด้วยวิธีการ
เปรียบเทียบรูปแบบ (Pattern matching) นั้นตอ้งอาศยัลกัษณะของไบตโ์คด้ท่ีไดจ้ากการคอมไพล์
ซอสโคด้ ซ่ึงหน่ึงชุดค าสั่งในซอสโคด้อาจสามารถแยกย่อยได้เป็นอีกหลายค าสั่งของไบต์โค้ด
ดงันั้นจึงจ าเป็นท่ีจะแบ่งไบต์โคด้ออกเป็นชุดๆเพื่อความสะดวกในการเปรียบเทียบโดยใช้วิธีการ
เปรียบเทียบรูปแบบซ่ึงในท่ีน้ีจะอาศยัวิธีการแบ่งชุดค าสั่งไบตโ์คด้จากงานวิจยัของ Lance, D., R. 
H. Untch, et al. (1999) เขา้มาช่วยในการแบ่งชุดค าสั่ง จึงท าให้ตอ้งอาศยัผลลพัธ์ท่ีไดจ้ากค าสั่งใน 
javap ตวัเลือกอ่ืนๆเพื่อใชใ้นการจดัรูปแบบไบตโ์คด้ให้เหมาะสม 
จากรูปท่ี 2.8 เป็นการสั่งให้ตวัคอมไพล์ของภาษาจาวา (Java compiler) สร้างไฟล์ไบต์โคด้
ข้ึนมาจากซอสโค้ดท่ีช่ือ Employee.java ซ่ึงผลลัพธ์ ท่ีได้คือไฟล์ท่ีบรรจุไบต์โค้ดในช่ือ 
Employee.bc โดยในตอนน้ีไบต์โคด้ท่ีไดส้ามรถอ่านท าความเขา้ใจ และสามารถเขา้ใจการท างาน
คร่าวๆของโปรแกรมจนอาจน ามาเขียนเป็นผงังาน (Flowchart) ดงัท่ีกล่าวเอาไวง้านวิจยัของ Zhao, 
G., H. Chen, et al. (2008)  แต่ไบตโ์คด้ท่ีไดย้งัไม่สามารถแบ่งออก เป็นชุดค าสั่งยอ่ยไดเ้พียงแค่มี


























 จากรูปท่ี 2.9 เป็นตวัอย่างของไบต์โค้ดอย่างง่าย ประกอบไปด้วยสอง instance หน่ึง 
constructor และ สามเมท็อด โดยห้าบรรทดัแรกคือรายละเอียดของไฟล์ซอสโคด้จาวาท่ีใช้สร้าง
ไบตโ์คด้ บรรทดัแรกคือช่ือไฟล์ซอสโคด้ท่ีใช ้บรรทดัท่ีสองคือช่ือคลาสซ่ึงโดยปรกติแลว้คลาสใน
ภาษาจาวาจะสืบทอดจากคลาส java.lang.Object ส่วนบรรทดัท่ีเหลืออีกสามบรรทัดจะเป็น 
constructor และรายช่ือเมท็อดท่ีมีอยู่ โดยในบรรทดัอ่ืนๆถัดลงมาจะเป็นไบต์โค้ดท่ีท าหน้าท่ี
ประมวลผลในแต่ละเมท็อด ซ่ึงจะเห็นว่ามีลกัษณะค าสั่งท่ีสั้ นและในหน่ึงบรรทดัจะมีเพียงหน่ึง
ค าสั่งเท่านั้น 
Compiled from Employee.java 
class Employee extends java.lang.Object { 
public Employee(java.lang.String,int); 
public java.lang.String employeeName(); 




1 invokespecial #3 <Method java.lang.Object()> 
4 aload_0 
5 aload_1 
6 putfield #5 <Field java.lang.String name> 
9 aload_0 
10 iload_2 








Method java.lang.String employeeName() 
0 aload_0 
1 getfield #5 <Field java.lang.String name> 
4 areturn 
 
Method int employeeNumber() 
0 aload_0 
1 getfield #4 <Field int idNumber> 
4 ireturn 
 











 ในค าสั่งปฏิบติัการ (Opcode) ของไบตโ์คด้เราจะสังเกตเห็นว่าอกัษรน าหนา้ตวัแรกของ
ค าสั่งอาจต่างกนัแต่ค าสั่งท่ีถดัจากนั้นจะเป็นค าสั่งท่ีเหมือนกนั เช่น aload_0 และ iload_2 จะ
สามารถแบ่งออกไดเ้ป็นสามส่วนหลกัๆคือ อกัษรน าหนา้ (Prefix) ค าสั่ง และค่าคงท่ี ดงัท่ีจะแสดง
ในรูปท่ี 2.10 
 
Opcode Prefix ค าส่ัง ค่าคงที ่
aload_0 a load 0 
iload_2 i load 2 
 
รูปท่ี 2.10 ตวัอยา่งการแยกค าสั่งปฏิบติัการ (Opcode) ของไบตโ์คด้ภาษาจาวา 
 
 ในรูปท่ี 2.10 อกัษรน าหนา้ a และ i บ่งบอกถึงประเภทของขอ้มูลท่ีค าสั่งอา้งอิงถึง ในท่ีน้ี 
คือ a หมายถึงอา้งอิงไปยงัขอ้มูล Object และ i หมายถึงอา้งอิงถึงขอ้มูลประเภท Integer นอกจากน้ี
ยงัมีอกัษรน าหน้าอ่ืนๆอีกท่ีไดอ้ธิบายเอาไวใ้นบทความของ Lievens, W. (2006) เช่น b คือการ
อา้งอิงถึงขอ้มูลประเภท byte ตวัอกัษร c คือการอา้งอิงถึงขอ้มูลประเภท char และ d คือการอา้งอิง
ขอ้มูลประเภท double เป็นตน้ ในตวัอยา่งน้ีค าสั่งท่ีเรียกใชคื้อ load หมายถึงการอ่านค่าท่ีเก็บเอาไว้
ในแบบจ าลองหน่วยความจ าของจาวา โดยต าแหน่งท่ีต้องการอ่านค่าจะถูกระบุถัดไปจาก
เคร่ืองหมาย _ ซ่ึงในท่ีน้ีคือต าแหน่งท่ี 0 และ 2 
 ในไบต์โค้ดของภาษาจาวามีรูปแบบค าสั่งจ  านวนมากในการประมวลผล แต่หลักการ
ท างานของการตีความค าสั่งจะมีลกัษณะคลา้ยกบัตวัอยา่งท่ีแสดงในรูปท่ี 2.10 โดยอาจมีบางค าสั่งท่ี
อาจท างานต่างออกไปบา้งโดยในงานวจิยัน้ีจะอา้งอิงค าสั่งจาก Java 2 SDK Standard Edition v1.2.1 
เป็นหลกั ซ่ึงหากมีการใชจ้าวาแพลตฟอร์มท่ีแตกต่าง หรือในอนาคตมีการพฒันาเวอร์ชนัท่ีใหม่กวา่
อาจมีค าสั่งอ่ืนๆเพิ่มเติมและมีค าสั่งท่ีมีรูปแบบการตีความต่างออกไป  
 ในการพฒันาซอฟต์แวร์ดว้ยภาษาจาวา  เม่ือจะน าออกไปใช้งานตอ้งไดรั้บการคอมไพล์ 
โดยส่วนใหญ่จะอยูใ่นรูปไฟลน์ามสกุล .class ซ่ึงบรรจุไบตโ์คด้ท่ีมีลกัษณะคลา้ยกบัภาษาเคร่ืองใน 











เอง และมีเวอร์ชวลแมชีน  (Java Virtual Machine (JVM)) ท่ีใชเ้ป็นสภาพแวดลอ้มในการท างาน












 จากรูปท่ี 2.11 เม่ือซอสโคด้ผ่านการคอมไพล์จากตวัคอมไพล์ของจาวา (Java compiler) 
เรียบร้อยแลว้ผลลพัธ์ท่ีไดคื้อไบต์โคด้ ซ่ึงสามารถน าไปรันไดใ้นหลายระบบปฏิบติัการท่ีมีการ
ติดตั้งเวอร์ชวลแมชีนเอาไว ้ซ่ึงเคร่ืองมือเวอร์ชวลแมชีนจะท าหน้าท่ีเป็นตวัแปลภาษาในขั้นตอน
การประมวลผลเพื่อแสดงผลลพัธ์ท่ีไดจ้ากการประมวลผลซอฟตแ์วร์ (Gupta, R., 2006) 
 เน่ืองจากภาษาจาวา และจาวาแพลตฟอร์มมีช่ือท่ีเหมือนกัน และมกัจะพูดถึงพร้อมกัน
บ่อยๆท าให้คนทัว่ไปสับสนวา่ ภาษาจาวาและจาวาแพลตฟอร์มคือส่ิงเดียวกนั ท่ีจริงนั้นทั้งสองส่ิง 
แม้จะท างานร่วมกันแต่ก็เป็นส่ิงท่ีแยกออกจากกัน โดยภาษาจาวาเป็นภาษาท่ีใช้ส าหรับเขียน
โปรแกรม ส่วนจาวาแพลตฟอร์มคือสภาพแวดลอ้มส าหรับการใชง้านโปรแกรมภาษาจาวา โดยมี
องคป์ระกอบหลกัๆคือ จาวาเวอร์ชวลแมชีน (Java virtual machine) และ คลงัโปรแกรมมาตรฐาน
จาวา (Java standard library) 











“โปรแกรมท่ีท างานบนจาวาแพลตฟอร์มนั้น ไม่จ  าเป็นจะตอ้งสร้างด้วยภาษาจาวาเช่น 
อาจจะใช้ภาษาไพทอน (Python) หรือภาษาอ่ืนๆ ก็ได ้ส่วนภาษาจาวานั้นก็สามารถน าไปใชพ้ฒันา
โปรแกรมส าหรับแพลตฟอร์มอ่ืนไดเ้ช่นเดียวกนัเช่น คอมไพเลอร์ gcj สามารถคอมไพล์โปรแกรม
ท่ีเขียนด้วยภาษาจาวาให้ท างานไดโ้ดยไม่ตอ้งใช้จาวาเวอร์ชวลแมชีน” (http://th.wikipedia.org 
/wiki/ภาษาจาวา) 
เพื่อความเขา้ใจในรายละเอียดของไบต์โคด้ ในหวัขอ้น้ีจะอธิบายให้เห็นถึงการท างานของ
จาวาเวอร์ชวลแมชีนวา่ท างานร่วมกบัไบตโ์คด้อยา่งไร ซ่ึงในบทความของ Haggar, P. (2006) ได้
อธิบายวา่จาวาเวอร์ชวลแมชีนท างานโดยอาศยัหลกัการของแสตก แต่ละเทรดท่ีใชป้ระมวลผลของ
จาวาเวอร์ชวลแมชีนจะจดัเก็บเฟรมค าสั่ง (Frame) โดยเฟรมจะถูกสร้างข้ึนทุกคร้ังท่ีมีการเรียก 
เมท็อด เฟรมจะประกอบไปดว้ยแสตกของค าสั่งด าเนินการ ตวัแปรในระดบัทอ้งถ่ิน และยงัอา้งอิง








 อาร์เรยข์องตวัแปรระดบัทอ้งถ่ินยงัตอ้งเรียกใชต้ารางค่าตวัแปร (Local variable table) ท่ี
เก็บค่าพารามิเตอร์ของเมท็อดไว ้และตารางน้ียงัเก็บค่าของตวัแปรระดับท้องถ่ินอ่ืนๆอีกด้วย
พารามิเตอร์ในต าแหน่งแรกจะถูกเก็บไวใ้นต าแหน่งท่ี 0 โดยถา้เฟรมน้ีเป็นเฟรมท่ีเก็บ constructor 
หรือ instance ต าแหน่งถดัไปในต าแหน่งท่ี 1 จะเก็บค่าพารามิเตอร์ตวัแรก และในต าแหน่งถดัไป











ตามจ านวนของพารามิเตอร์ ส าหรับเมท็อดแบบคงท่ี (Static method) ค่าของพารามิเตอร์จะเร่ิมถูก
เก็บไวใ้นต าแหน่งท่ี 0 และถดัไปตามล าดบั 
 
2.3 การเปรียบเทยีบรูปแบบ (Pattern matching) 
 รูปแบบ (Pattern) คือ อนุกรมของตวัอกัษรท่ีใช้ส าหรับคน้หาในขอ้ความ (String) ซ่ึงใน
งานวิจยัน้ีใชเ้ป็นวิธีการหลกัในการคน้หารูปแบบของไบตโ์คด้ท่ีจะท าให้เกิดความผิดพลาด เพราะ
เน่ืองจากค าสั่งของไบต์โค้ดมีรูปแบบท่ีคงท่ีและเป็นมาตรฐานจึงท าให้สามรถใช้เทคนิคการ
เปรียบเทียบรูปแบบในการเปรียบเทียบค าสั่งได ้ในหัวขอ้น้ีจะน าเสนอให้เห็นถึงการเปรียบเทียบ
รูปแบบในภาษา Perl ซ่ึงภาษาน้ีรูปแบบท่ีจะใชค้น้หาจะอยูภ่ายในเคร่ืองหมายต่างๆ / เช่น /cat/ , 
/c*t/ และ /ca+t/ เป็นตน้ 
 โดยในภาษา Perl จะใชเ้คร่ืองหมาย = ~  เพื่อเปรียบเทียบวา่ในขอ้ความ (String) มีรูปแบบท่ี





จากรูปท่ี 2.13 เป็นการคน้หาว่ามีรูปแบบ abc อยู่ภายในข้อความท่ีอยู่ในตวัแปร $var 
หรือไม่โดยผลลพัธ์ท่ีไดจ้ะถูกเก็บไวใ้นตวัแปร $result ซ่ึงค่าท่ีเป็นไปไดคื้อ จริงหรือเท็จเท่านั้น (ใน
ภาษา Perl จะแทนดว้ยตวัเลข 0 และ 1)  
2.3.1 ตัวอกัขระพเิศษในการเปรียบเทยีบรูปแบบ (Schwartz, R., T. Christiansen, et al., 
1997) 
 ในภาษา Perl ไดก้ าหนดอกัขระพิเศษข้ึนเพื่อใช้แทนกรณีพิเศษต่างๆในการเปรียบเทียบ
รูปแบบ ซ่ึงมีอกัขระท่ีส าคญัท่ีนิยมใชก้นั ดงัน้ี 
 
$result = $var = ~ /abc/; 











 อกัขระ + หมายถึง มีอกัขระท่ีอยูข่า้งหนา้เคร่ืองหมาย + อยา่งนอ้ยหน่ึงตวัซ่ึงถา้หากใช้









 อกัขระ * หมายถึง ไม่ตอ้งมีอกัขระท่ีน าหน้าเคร่ืองหมาย * หรือ มีอกัขระท่ีน าหน้า
เคร่ืองหมายเท่าใดก็ไดไ้ม่จ  ากดั เช่น /de*f/ จะมีรูปแบบท่ีประกอบอยู่ในขอ้ความ df, 
def และ deef เป็นตน้ 
 เม่ือต้องการใช้อกัขระพิเศษให้เป็นอักขระธรรมดาเพื่อน าไปเปรียบเทียบ รูปแบบ 
จะตอ้งใช้อกัขระ \ น าหน้าอกัขระดงักล่าว เช่น /\*+/ หมายถึง ภายในขอ้ความตอ้ง
ประกอบไปดว้ย * อยา่งนอ้ยหน่ึงตวั เป็นตน้ 
 อกัขระ . หมายถึง เป็นอกัขระใดๆก็ไดย้กเวน้อกัขระในการข้ึนบรรทดัใหม่ เช่น /d.f/ มี
รูปแบบตรงกบัขอ้ความ ddf, def และ dduf เป็นตน้ 
 อกัขระ ? หมายถึง เป็นอกัขระใดๆก็ไดห้น่ึงตวั เช่น /b?r/ เป็นรูปแบบท่ีประกอบอยูใ่น
ขอ้ความ bar, ber และ bir เป็นตน้ 
 อกัขระ [อนุกรมอกัขระ] หมายถึง จะตอ้งเป็นอกัขระท่ีมีอยูใ่นอนุกรมอกัขระท่ีก าหนด
อยู่ภายในเคร่ืองหมาย [ ] เท่านั้น เช่น d[0123456789]f จะมีรูปแบบท่ีอยู่ภายใน
ขอ้ความ d2f, d5f และ d0f เป็นตน้ 
















2.3.2 Anchoring pattern (Schwartz, R., T. Christiansen, et al., 1997) 
 อกัขระ ^ และ $ ในการเปรียบเทียบรูปแบบโดยเคร่ืองหมาย ^ จะใชเ้พื่อท าให้แน่ใจวา่อกัขระ
ท่ีก าหนดอยูห่นา้สุดในขอ้ความท่ีน ามาเปรียบเทียบ และอกัขระ $ จะใชเ้พื่อให้แน่ใจวา่อกัขระ
ท่ีก าหนดอยูเ่ป็นอกัขระท่ีอยูท่า้ยสุดของขอ้ความ เช่น /^def/ หมายถึง จะตอ้งเป็นขอ้ความท่ีมี
อกัขระสามตวัแรกข้ึนตน้ด้วย def และ /def$/ หมายถึง จะตอ้งเป็นขอ้ความท่ีลงทา้ยด้วย
อกัขระสามตวัคือ def เป็นตน้ 
 เม่ืออกัขระ ^ ปรากฏเป็นอกัขระตวัแรกหลงัอกัขระ [ ([^อนุกรมอกัขระ]) หมายถึง เป็นอกัขระ
ใดๆก็ไดย้กเวน้อกัขระท่ีประกอบอยูใ่นอนุกรมอกัขระท่ีก าหนด เช่น /d[^eE]f/ จะมีรูปแบบท่ี
ประกอบอยูใ่นขอ้ความ dcf, dgf และ dvf เป็นตน้ 
 อกัขระ | จะใชค้ัน่กลางระหวา่งอนุกรมอกัขระ (/อนุกรมอกัขระ1|อนุกรมอกัขระ2/) เพื่อเป็น
การแทนว่าขอ้ความท่ีน ามาเปรียบเทียบรูปแบบนั้นจะตอ้งประกอบไปด้วยอนุกรมอกัขระ1 
หรือประกอบไปดว้ยอนุกรมอกัขระ2อย่างใดอยา่งหน่ึง เช่น /def|ghi/ หมายถึง ขอ้ความท่ีจะ
น ามาเปรียบเทียบรูปแบบจะตอ้งเป็นขอ้ความท่ีประกอบไปดว้ยอนุกรมอกัขระ def หรือ ghi 
อยา่งใดอยา่งหน่ึงเท่านั้น 
 อกัขระ \b และอกัขระ \B สองอกัขระน้ีจะใชใ้นความหมายท่ีต่างกนั โดยถา้เป็นอกัขระ \b 
หมายถึง ขอ้ความท่ีน ามาเปรียบเทียบจะตอ้งข้ึนตน้ดว้ยอนุกรมขอ้ความท่ีก าหนดหรือลงทา้ย
ดว้ยอนุกรมขอ้ความท่ีก าหนดเช่น /\bdef/ หมายถึง ขอ้ความท่ีน ามาเปรียบเทียบตอ้งข้ึนตน้
หรือ ลงทา้ยดว้ย def  ในทางตรงกนัขา้มอกัขระ \B หมายถึง ขอ้ความท่ีน ามาเปรียบเทียบ
รูปแบบจะตอ้งไม่ข้ึนตน้หรือลงทา้ยดว้ยอนุกรมอกัขระท่ีก าหนด 
 
2.3.3 อกัขระทีก่ าหนดไว้ล่วงหน้าในการเปรียบเทยีบรูปแบบ (Humbad, S. N., 2004) 
 \d หมายถึง เป็นตวัเลขจ านวนเตม็ใดๆก็ได ้[0-9] 
 \D หมายถึง เป็นอกัขระใดๆก็ไดท่ี้ไม่ใช่ตวัเลขจ านวนเตม็ [^0-9] 
 \w หมายถึง เป็นอกัขระปรกติใดๆ [_0-9a-zA-Z] 
 \W หมายถึง เป็นอกัขระใดๆท่ีไม่ใช่อกัขระปรกติ [^_0-9a-zA-Z] 











 \S หมายถึง เป็นอกัขระท่ีไม่เป็นเคร่ืองหมายวรรคตอน [^\r\t\n\f] 
 (อกัขระพิเศษ) ใชเ้พื่อจดจ าส่ิงท่ีท าการเปรียบเทียบ ซ่ึงสามารถอา้งอิงไดโ้ดยใช ้\
หมายเลข ได้ตามล าดับ เช่น /fred(.)barney\1/ จะมีรูปแบบอยู่ในข้อความ 
fredxbarneyx แต่ไม่อยูใ่นขอ้ความ fredxbarneyy เป็นตน้ 
 ในการเปรียบเทียบจ านวนอกัขระท่ีปรากฏจะใช้อกัขระพิเศษ { } ซ่ึงระหว่าง
อกัขระน้ีจะเป็นตวัเลขท่ีบอกจ านวนของอกัขระท่ีจะปรากฏ เช่น /de{1,3}f/ จะมี
รูปแบบอยูใ่นขอ้ความ def, deef  และ deeef ส่วน /de{3}f/ จะมีรูปแบบอยูใ่น
ขอ้ความ deeef เท่านั้น และ /de{3,}f/ หมายถึงจะตอ้งประกอบดว้ยอกัขระ e ตั้งแต่
สามตวัข้ึนไป เป็นตน้ 
 
2.3.4 ล าดับความส าคัญในการเปรียบเทยีบรูปแบบ 
 () การจดจ าส่ิงท่ีเปรียบเทียบ 
 + * ? +? *? {n,m} จ านวนอกัขระท่ีปรากฏ 
 ^ $ \b \B Pattern anchors 
 | 
 
2.4 ตารางค าส่ังปฏบิัติการของไบต์โค้ด  (Java Bytecode instruction table)  
 หากตอ้งการท่ีจะสร้างวิธีการตรวจสอบความผิดพลาดจากไบต์โคด้แลว้ จ าเป็นท่ีจะตอ้ง
เขา้ใจรายละเอียดของค าสั่งวา่แต่ละค าสั่งหมายถึงอะไรและท างานอยา่งไร ซ่ึงหากเขา้ใจดีแลว้จะท า
ให้สามารถท่ีจะเขา้ใจถึงรูปแบบของค าสั่งท่ีท าให้เกิดความผิดพลาดและสามารถน ามาสร้างเป็น
วธีิการในการคน้หาไดใ้นท่ีสุด โดยในการน าเสนอค าสั่งของไบตโ์คด้ในหวัขอ้น้ีจะอา้งอิงค าสั่งจาก
จาวาเวอร์ชวลแมชีนเวอร์ชนั 1.6 เท่านั้น ซ่ึงรายละเอียดของค าสั่งจะแสดงตามล าดบัตวัอกัษรไดด้งั












2.5 ฐานข้อมูล H2 (H2 Database) 
ในการวิจยัคร้ังน้ีจะตอ้งท าการจดัแบ่งชุดค าสั่งเพื่อเตรียมส าหรับการเปรียบเทียบรูปแบบ 
เม่ือพิจารณาแลว้ผูว้ิจบัพบวา่การจดัเก็บชุดค าสั่งในรูปแบบของขอ้มูลในฐานขอ้มูลเหมาะสมท่ีสุด
เน่ืองจากลกัษณะขอ้มูลจะถูกจดัแบ่งออกเป็นระเบียนขอ้มูล (Records) ซ่ึงจะเหมาะกบัการแยกแต่
ละชุดค าสั่งออกเป็นแต่ละระเบียนขอ้มูล และนอกจากน้ียงัสามารถใชภ้าษาสอบถามขอ้มูล (Query) 
ท่ีมีความสารถในการเปรียบเทียบรูปแบบเช่นค าสั่ง Like ในการเปรียบเทียบอีกดว้ย เม่ือพิจารณา
ฐานขอ้มูลท่ีเหมาะสมกบังานวิจยั ผูว้ิจยัไดเ้ลือกฐานขอ้มูล H2 มาใชใ้นการวิจยัเน่ืองจากฐานขอ้มูล






รูปท่ี 2.15 สัญลกัษณ์ของฐานขอ้มูล H2 (Muller, T., 2006) 
 
 
 Muller, T. (2006) ผูท่ี้พฒันาฐานขอ้มูล H2 ไดอ้ธิบายเอาไวว้า่ฐานขอ้มูล H2 เป็นระบบ
จดัการฐานขอ้มูลแบบความสัมพนัธ์ (Relational database) ถูกพฒันาข้ึนดว้ยภาษาจาวา สามารถ
ท างานไดท้ั้งแบบฝังไปกบัโปรแกรม (Embedded) และแบบลูกข่าย – แม่ข่าย (Client - Server) ซ่ึงมี
ขนาดประมาณ 1 เมกะไบต ์
 ฐานขอ้มูล H2 มีลกัษณะเป็นโอเพ่นซอร์สถูกเผยแพร่คร้ังแรกเม่ือปี 2004 แต่ เป็นท่ีรู้จกั
มากในปี 2005 โดยผูริ้เร่ิมพฒันาคือ Thomas Muller ต่อมามีการปรับปรุงแกไ้ข และ ออกเวอร์ชนั
ใหม่มาเร่ือยๆ ภายใตก้ารก ากบัดูแลของ Mozilla ในช่ือยอ่โครงการ MPL ฐานขอ้มูล H2 สนบัสนุน
มาตรฐานภาษา SQL เป็นหลกั ซ่ึงภาษา SQL เป็นท่ีนิยมใช้กนัในระบบจดัการฐานขอ้มูลต่างๆ 
นอกจากน้ีฐานข้อมูล H2 ยงัมีส่วนเช่ือมต่อซอฟต์แวร์ท่ีรองรับมาตรฐานหลายตวัเช่น JDBC 












2.5.1 คุณสมบัติเด่นของฐานข้อมูล H2 
 เป็นฐานขอ้มูลท่ีมีความเร็วสูงในปัจจุบนั (พ.ศ.2554) 
 มีลกัษณะเป็นโอเพน่ซอร์ส 
 เขียนดว้ยภาษาจาวาทั้งหมด 
 สนบัสนุนมาตรฐาน SQL และ JDBC 




 มีขนาดเล็ก (ประมาณ 1 เมกะไบต)์ 
 รองรับการท างานทั้งแบบระบบไฟล ์และบนหน่วยความจ า (Memory) 
 
2.5.2 คุณสมบัติของฐานข้อมูล H2 เมื่อเทยีบกบักบัฐานข้อมูลอื่นๆ 
 การเปรียบเทียบคุณสมบติัในหวัขอ้น้ีจะใช ้H2 1.3, Apache Derby 10.8, HSQLDB 2.2, 
MySQL 5.5, PostgreSQL 9.0 เป็นฐานขอ้มูลท่ีใชเ้ปรียบเทียบ 
 
ตารางท่ี 2.1 การเปรียบเทียบคุณสมบติัของฐานขอ้มูล H2 กบัฐานขอ้มูลอ่ืน (Muller, T., 2006) 
Feature H2 Derby HSQLDB MySQL PostgreSQL 
Pure Java Yes Yes Yes No No 
Embedded Mode (Java) Yes Yes Yes No No 
In-Memory Mode Yes Yes Yes No No 
Explain Plan Yes Yes  Yes Yes Yes 
Built-in Clustering / Replication Yes Yes No Yes Yes 












ตารางท่ี 2.1 การเปรียบเทียบคุณสมบติัของฐานขอ้มูล H2 กบัฐานขอ้มูลอ่ืน (Muller, T., 2006) (ต่อ) 
Feature H2 Derby HSQLDB MySQL PostgreSQL 
Linked Tables Yes No Partially *1 Partially *2 No 
ODBC Driver Yes No No Yes Yes 
Fulltext Search Yes No No Yes Yes 
Files per Database Few Many Few Many Many 
Row Level Locking Yes *9 Yes Yes *9 Yes Yes 
Multi Version Concurrency Yes No Yes Yes Yes 
Multi-Threaded Processing No *11 Yes Yes Yes Yes 
Role Based Security Yes Yes *3 Yes Yes Yes 
Updatable Result Sets Yes Yes *7 Yes Yes Yes 
Sequences Yes Yes Yes No Yes 
Temporary Tables Yes Yes *4 Yes Yes Yes 
Information Schema Yes No *8 Yes Yes Yes 
Case Insensitive Columns Yes Yes  Yes Yes Yes *6 
Custom Aggregate Functions Yes No Yes Yes Yes 
CLOB/BLOB Compression Yes No No No No 
Footprint (jar/dll size) ~1 MB *5 ~2 MB ~1 MB ~4 MB ~6 MB 
 
*1 HSQLDB สนบัสนุนเฉพาะตารางแบบขอ้ความ 
*2 MySQL สนบัสนุนการเช่ือมโยงตารางภายใตช่ื้อตาราง 'federated tables'. 
*3 Derby จะมีการสนบัสนุนดา้นความปลอดภยั และการตรวจสอบรหสัผา่นจากการตั้งค่าเท่านั้น 
*4 Derby จะสนบัสนุนเฉพาะตารางแบบชัว่คราวท่ีเป็นโกบอลเท่านั้น 
*5 ในไฟลน์ามสกุล .jar ของฐานขอ้มลู H2 จะเกบ็ขอ้มลูการดีบกัไวด้ว้ย แต่ฐานขอ้มลูตวัอ่ืนจะไม่มี    
     การจดัเกบ็ 











*7 Derby จะสามารถปรับปรุงเซตของผลลพัธ์ไดถ้า้ไม่มีการจดัเรียงการสอบถามขอ้มูล (Query)   
     เท่านั้น 
*8 Derby ไม่สนบัสนุนมาตรฐานน้ี 
*9 เม่ือมีการใช ้MVCC (Multi version concurrency) เท่านั้น 
*10 Derby และ HSQLDB ไม่มีการซ่อนรูปแบบขอ้มูลท่ีดี 
*11 การประมวลผลแบบหลายเทรดไม่ถกูใชใ้นการตั้งค่าแบบปรกติ และไม่สนบัสนุนเม่ือใช ้ 
       MVCC. 
 
2.5.3 รูปแบบการเช่ือมต่อของฐานข้อมูล H2 
โหมดฝังกับโปรแกรม (Embedded Mode) ในโหมดน้ีฐานขอ้มูลจะถูกเช่ือมต่อโดย JDBC 
ซ่ึงจะมีความง่ายและรวดเร็วเป็นอย่างมาก อีกทั้งยงัสามารถเช่ือมต่อฐานขอ้มูลหลายๆฐานขอ้มูล
พร้อมๆกนัหรือเปิดการเช่ือมต่อหลายๆการเช่ือมต่อในหน่ึงฐานขอ้มูลก็สามารถท าไดอ้ยา่งรวดเร็ว  
แต่การท างานในโหมดน้ีฐานขอ้มูลจะถูกจ ากดั (Lock) ให้สามารถเช่ือมต่อไดโ้ดยหน่ึงซอฟตแ์วร์
เท่านั้น หากซอฟต์แวร์อ่ืนจะท าการเช่ือมต่อจะตอ้งรอให้ซอฟต์แวร์แรกจบการเช่ือมต่อก่อนเป็น


















โหมดแม่ข่าย (Server mode) เม่ือใช้รูปแบบการเช่ือมต่อในโหมดแม่ข่ายซอฟตแ์วร์จะ
เขา้ถึงฐานขอ้มูลจากระยะไกลดว้ยส่วนเช่ือมต่อ JDBC หรือ ODBC ซ่ึงแม่ข่ายจะท างานบนสภาวะ
แวดลอ้มแยกกบัเคร่ืองลูกข่ายหรืออาจคนละเคร่ืองคอมพิวเตอร์ การเช่ือมต่อหลายการเช่ือมต่อจาก
หลายซอฟต์แวร์จากหลายๆสถานท่ีสามารถท าไดพ้ร้อมกนัในเวลาเดียว ซ่ึงการท างานภายในแม่
ข่ายจะใช้วิธีการเดียวกบัการเช่ือมต่อโหมดแนบไปกบัซอฟต์แวร์ (Embedded mode) ภายใตก้าร
จดัการของตวัจดัการแม่ข่าย H2 






รูปท่ี 2.17 การท างานของฐานขอ้มูล H2 ในโหมดแม่ข่าย (Muller, T., 2006) 
 
 โหมดผสม (Mixed mode) โหมดน้ีเป็นการผสมผสานระหวา่งโหมดฝังไปกบัซอฟตแ์วร์ 
และโหมดแม่ข่าย โดยจะมีซอฟตแ์วร์แรกเช่ือมต่อฐานขอ้มูลในโหมดฝังไปกบัซอฟตแ์วร์พร้อมกบั
เร่ิมการท างานฐานขอ้มูลในโหมดแม่ข่าย (ซอฟตแ์วร์ และฐานขอ้มูลจะถูกประมวลผลคนละสภาวะ
แวดลอ้มหรือคนละโปรเซส) ซ่ึงสามารถเขา้ถึงฐานขอ้มูลได้ทั้งแบบภายใน (Local) และจาก
ภายนอก แต่หากมีการเขา้ถึงพร้อมๆกนั ในขณะท่ีมีการเขา้ถึงจากภายใน (มีการเช่ือมต่อในโหมด 













รูปท่ี 2.18 การท างานของฐานขอ้มูล H2 ในโหมดผสม (Muller, T., 2006) 
 
2.5.4 การก าหนด URL เพือ่ก าหนดโหมดการเช่ือมต่อ 
 ฐานขอ้มูล H2 สนบัสนุนการเช่ือมต่ออยา่งหลากหลาย ซ่ึงการเช่ือมต่อจะถูกก าหนดดว้ย 
URL ท่ีแตกต่างกนัดงัต่อไปน้ี 
 
ตารางท่ี 2.2 URL ท่ีใชใ้นการก าหนดการเช่ือมต่อฐานขอ้มูล H2 (Muller, T., 2006) 






jdbc:h2:file:C:/data/sample (Windows only) 
โหมดบนหน่วยความจ า (Private) jdbc:h2:mem: 
โหมดบนหน่วยความจ า (Named) dbc:h2:mem:<databaseName> 
jdbc:h2:mem:test_mem 

















ตารางท่ี 2.2 URL ท่ีใชใ้นการก าหนดการเช่ือมต่อฐานขอ้มูล H2 (Muller, T., 2006) (ต่อ) 
รูปแบบการตั้งค่า รูปแบบ URL และตัวอย่าง 
ใชก้ารเขา้รหสัไฟล์ jdbc:h2:<url>;CIPHER=[AES|XTEA] 
jdbc:h2:ssl://localhost/~/test;CIPHER=AES 










ก าหนดช่ือผูใ้ชแ้ละรหสัผา่น jdbc:h2:<url>[;USER=<username>][;PASSWORD=<value>] 
jdbc:h2:file:~/sample;USER=sa;PASSWORD=123 
ก าหนดระดบัการดีบกั jdbc:h2:<url>;TRACE_LEVEL_FILE=<level 0..3> 
jdbc:h2:file:~/sample;TRACE_LEVEL_FILE=3 
ใหย้อมรับการตั้งค่าท่ีไม่รู้จกั jdbc:h2:<url>;IGNORE_UNKNOWN_SETTINGS=TRUE 
ก าหนดโหมดการเขา้ถึงไฟล ์ jdbc:h2:<url>;ACCESS_MODE_DATA=rws 
ฐานขอ้มูลในไฟลต์ระกลู zip jdbc:h2:zip:<zipFileName>!/<databaseName> 
jdbc:h2:zip:~/db.zip!/test 






















2.5.5 การเคลือ่นย้าย และเปลี่ยนช่ือฐานข้อมูล 
 ในฐานขอ้มูล H2 ท างานบนพื้นฐานของระบบไฟล์ซ่ึงเป็นไฟล์ท่ีไม่มีรูปแบบตายตวั ช่ือ
ฐานข้อมูล และต าแหน่งของฐานข้อมูลไม่ได้ถูกจดัเก็บไวภ้ายในไฟล์ฐานข้อมูลเม่ือไม่มีการ
เช่ือมต่อใดๆผูใ้ชส้ามารถยา้ยต าแหน่งหรือเปล่ียนช่ือไฟล์ฐานขอ้มูลได ้ซ่ึงการก าหนดต าแหน่งของ
ไฟล์ฐานขอ้มูลจะระบุดว้ย URL ดงัท่ีไดน้ าเสนอไปในหวัขอ้ท่ีผ่านมา ดงันั้นถึงแมว้า่จะมีการยา้ย
ต าแหน่งไฟลไ์ปยงัต าแหน่งต่างๆหรือในต่างระบบปฏิบติัการ ก็ไม่ก่อใหเ้กิดปัญหาในการท างานแต่
อยา่งใด ซ่ึงไฟลท่ี์เก่ียวขอ้งกบัฐานขอ้มูล H2 จะมีดงัต่อไปน้ี 
 
ตารางท่ี 2.3 ไฟลท่ี์เก่ียวขอ้งกบัฐานขอ้มูล H2 (Muller, T., 2006) 
















































2.5.7 การเช่ือมต่อฐานข้อมูล H2 
 ในหวัขอ้น้ีจะยกตวัอยา่งการเช่ือมต่อฐานขอ้มูล H2 ดว้ย JDBC เน่ืองจากเป็นวิธีท่ีสะดวก
และรวดเร็ว ซ่ึงจะเป็นวธีิท่ีถูกน าไปใชใ้นงานวจิยัคร้ังน้ี โดยการเช่ือมต่อจะตอ้งก าหนดตวัแปรสาม




String url = "jdbc:h2:~ "; 
String user = "USER"; 
String pwds = "PASSWORD"; 
conn = DriverManager.getConnection(url, user, pwds); 











2.6 โปรแกรม FindBugs 
ในงานวิจยัน้ีจะน าเอาโปรแกรม FindBugs เป็นเคร่ืองมืออา้งอิงในการทดสอบเคร่ืองมือ
ตวัอยา่งท่ีจะท าการสร้างข้ึน โดยใช ้ FindBugs คน้หาจ านวนและประเภทของความผิดพลาดท่ีเกิด
ข้ึนกบัซอสโคด้ท่ีน ามาทดสอบ และใชเ้คร่ืองมือตวัอยา่งท่ีท าการพฒันาข้ึนคน้หาความผิดพลาดท่ี
เกิดข้ึน โดยการใช้ไบต์โค้ดในการทดสอบแทนซอสโค้ด จากนั้นน าผลลัพธ์ท่ีได้มาอ้างอิงกับ
จ านวนและประเภทของความผิดพลาดท่ีเกิดข้ึนจากผลลัพธ์ของการทดสอบด้วยโปรแกรม 
FindBugs วา่ครบถว้นและถูกตอ้งหรือไม่ 
FindBugs (Hovemeyer, D., B. Pugh, et al., 2012) ใชเ้ทคนิคการวิเคราะห์โปรแกรมแบบ
คงท่ี (Static analysis) เพื่อคน้หาจุดบกพร่องในโคด้ของภาษาจาวา FinfBugs เป็นโปรแกรมท่ี
อนุญาตให้ใช้งานได้โดยไม่ต้องเสียค่าใช้จ่าย โปรแกรม FindBugs ถูกพฒันาข้ึนคร้ังแรกท่ี
มหาวิทยาลยัแมร่ีแลนด์ (University of Maryland) โดย David Hovemeyer ซ่ึงนกัวิจยัท่านน้ีได้
ศึกษาและพฒันาโปรแกรม FindBugs เพื่อใช้ เป็นวิทยานิพนธ์ในระดบัปริญญาเอก และต่อมา
ภายหลงัโปรแกรมน้ีไดเ้ป็นท่ีรู้จกัมากยิ่งข้ึนในวงการนกัพฒันาโปรแกรมดว้ยจาวา ต่อมาไดมี้กลุ่ม
นกัพฒันารวมตวักนัเพื่อร่วมกนัพฒันาโปรแกรม FindBugs จนถึงปัจจุบนัซ่ึงบุคคลท่ีรับผิดชอบ
หลกัในการพฒันาโปรแกรมน้ีคือ Bill Pugh โดยในปัจจุบนั (กรกฎาคม 2555) โปรแกรม FindBugs 
เวอร์ชนัล่าสุดท่ีถูกน ามาเผยแพร่คือเวอร์ชนั 2.0.1  
FindBugs มีความตอ้งการ JRE (หรือ JDK) เวอร์ชัน 1.5.0 ข้ึนไปในการประมวลผล
โปรแกรม แต่อย่างไรก็ตาม FindBugs สามารถวิเคราะห์โปรแกรมท่ีถูกคอมไพล์ดว้ยจาวาตั้งแต่
เวอร์ชนั 1.0 ถึง 1.8 ซ่ึงครอบคลุมเกือบทุกเวอร์ชนัของภาษาจาวา 
โปรแกรม FindBugs สามารถท างานร่วมกบัโปรแกรม Eclipse ไดเ้ป็นอยา่งดีในลกัษณะ
ของส่วนเสริมความสามารถ (Plug-in) ของโปรแกรม Eclipse โดยในขณะท่ีท าการเขียนโปรแกรม














2.6.1 การติดตั้งโปรแกรมส่วนเสริม FindBugs ลงบน Eclipse 
1. เปิดโปรแกรม Eclipse ข้ึนมา โดยในหน้าต่างหลักของโปรแกรมคลิกท่ีเมนู Help 




รูปท่ี 2.20 หนา้ต่างการติดตั้งส่วนเสริมความสามารถ FindBugs ลงบนโปรแกรม Eclipse 
 
 
2. ในหนา้ต่าง Install (รูปท่ี 2.20) ในช่อง Work with: ให้กรอก http://findbugs.cs.umd.edu 
/eclipse จากนั้นจะปรากฏโปรแกรม FindBugs ข้ึนในกล่องรายการ ให้ท าเคร่ืองหมายถูกในช่อง
ส่ีเหล่ียมหนา้รายการ FindBugs จากนั้นคลิกท่ีปุ่ม Next จากนั้นรอจนกระทัง่ท าการติดตั้งเคร่ืองมือ
เสร็จ (ในขั้นตอนน้ีจ าเป็นท่ีตอ้งเช่ือมต่อกบัอินเตอร์เน็ต) จะปรากฏหนา้ต่าง Install Detail ข้ึนมาดงั
















3. จากนั้นจะปรากฏหนา้ต่าง Review Licenses ข้ึนมาดงัรูปท่ี 2.22 ในหนา้ต่างน้ีให้ท าการ
ยอมรับเงือนไขการใชง้านโดยเลือกท่ี I accept the terms of licenses agreement จากนั้นคลิกท่ีปุ่ม 




รูปท่ี 2.22 หนา้ต่างแสดงขอ้ตกลงเบ้ืองตน้ในการใชง้านส่วนเสริม FindBugs 











2.6.2 การใช้งานโปรแกรมส่วนเสริม FindBugs บน Eclipse 
1. เปิดโปรเจคท่ีตอ้งการทดสอบดว้ยโปรแกรม Eclipse ให้หน้าต่าง Package Explorer 





รูปท่ี 2.23 การเร่ิมตน้ใชง้านโปรแกรมส่วนเสริม FindBugs 
 
 
2. รอจนกระทัง่ประมวลผลเสร็จจากนั้นจะปรากฏหนา้ต่าง Bug Explorer ข้ึนมาดงัท่ีแสดง
ในรูปท่ี 2.24 ในหน้าต่างน้ีจะแจง้รายละเอียดของความผิดพลาดท่ีถูกพบ โดยในตวัอย่างน้ีไดเ้กิด
ความผิดพลายประเภทการแปลงวตัถุอย่างไม่ถูกต้องในบรรทดัท่ี 6 ของซอสโค้ด ซ่ึงเป็นการ















รูปท่ี 2.24 ผลลพัธ์ของการทดสอบซอสโคด้ดว้ยส่วนเสริม FindBugs 
 
 
 ในงานวิจยัน้ีจะท าการศึกษาส่วนเสริม FindBugs เน่ืองจากเป็นเคร่ืองมือตรวจหาความ
ผดิพลาดในภาษาจาวาท่ีไดรั้บความนิยมในปัจจุบนั เพื่อดูลกัษณะการท างานและการรายงานผลของ
เคร่ืองมือส่วนเสริม โดยจะใชผ้ลลพัธ์จากเคร่ืองมือน้ีในการอา้งอิงถึงจ านวนความผิดพลาดท่ีเกิดข้ึน


















 งานวิจยัของ Hovemeyer and Pugh (2004) ไดน้ าเสนอลกัษณะและวิธีการท างานของ
เคร่ืองมือ FindBugs โดยเลือกตวัอย่างประเภทความผิดพลาดท่ีน่าสนใจจ านวน 13 ประเภทดงัท่ี
แสดงในรูปท่ี 2.25 แต่ในเน้ือหางานวิจยัจะกล่าวถึงจริงเพียงแค่ 6 ประเภทเท่านั้น ในงานวิจยัของ 
Hovemeyer and Pugh อธิบายถึงการคน้หาความผิดพลาดโดยใช ้Bug pattern และท าการทดสอบ
เปรียบเทียบ FindBugs กบัเคร่ืองมือ 2 ตวั คือ KLOC และ PMD โดยใชข้อ้มูลทดสอบเป็นซอสโคด้
ของ Eclipse 3.0 และ rt.jar 1.5.0 build 59 (J2SE core) ซ่ึงผูว้ิจยัไดส้รุปผลการทดสอบวา่ เคร่ืองมือ 
FindBugs สามารถคน้หาจ านวนความผดิพลาดรวมไดน้อ้ยกวา่ PMD เน่ืองจากมีการตดัรายงานผลท่ี
ไม่มีความจ าเป็นตอ้งแจง้เตือนบางส่วนออกไป แต่หากมองในแง่ของการน าไปใชง้านแลว้เคร่ืองมือ 
FindBug จะใหร้ายงานผลท่ีน าไปใชไ้ดถู้กตอ้งมากกวา่ 
 
รูปท่ี 2.25 ประเภทของความผดิพลาดท่ีน ามาศึกษาในงานวจิยัของ Hovemeyer and Pugh (2004) 
 
 งานวิจยัของ Murphy, Kim, Kaiser and Cannon (2003) ไดอ้ธิบายวา่ความผิดพลาดในการ
พฒันาซอฟตแ์วร์มี 3 อยา่ง คือ ความผิดพลาดท่ีเกิดระหวา่งการคอมไพล์ (Semantic and syntactic) 
ความผิดพลาดท่ีเกิดจากความผิดพลาดของตรรกะ (logical)  และความผิดพลาดท่ีเกิดขณะรัน
โปรแกรม (Runtime Exception) ซ่ึงในงานวิจยัช้ินน้ีจะให้ความส าคญัไปท่ีความผิดพลาด 2 
ประเภทแรก และอธิบายถึงการท างานของเคร่ืองมือ Backstop ซ่ึงเป็นเคร่ืองมือท่ีวิเคราะห์ความ












ซอสโคด้โปรแกรมตวัเลข Fibonacci ของนกัศึกษาจ านวน 17 คน ผลลพัธ์ปรากฏว่าพบความ
ผิดพลาดของตรรกะในซอสโคด้ของนกัศึกษา 8 คน และไดก้ล่าวถึงการวิจยัในอนาคตท่ีจะท าให้
เคร่ืองมือ Backstop สามารถวเิคราะห์ความผดิพลาดประเภทท่ีเกิดข้ึนขณะรันโปรแกรมได ้
 งานวิจยัของ Zhao, Chen and Wang (2008) ไดน้ าเสนอขั้นตอนการวิเคราะห์ไบตโ์คด้ของ
ภาษาจาวาโดยใชเ้ทคนิค Data-flow  เพื่อคน้หาช่องโว ่(Vulnerability) ท่ีอาจเกิดข้ึนในโปรแกรม
ภาษาจาวาดว้ยไบตโ์คด้ของโปรแกรมซ่ึงมีลกัษณะการท างานดงัท่ีแสดงในรูปภาพท่ี 2.26  โดยเร่ิม
จากการก าหนดลกัษณะล าดบัการท างานท่ีไม่ปลอดภยั จากนั้นวเิคราะห์ไบต์โคด้เพื่อตรวจหาวา่มี
ล าดบัการท างานท่ีไม่ปลอดภยัอยู่ภายในไบต์โคด้หรือไม่ ในงานวิจยัช้ินน้ีได้ยงัได้น าเสนอการ
ท างานร่วมกบัฐานขอ้มูลเพื่อใช้จดัเก็บ Signature Database ซ่ึงเป็นฐานขอ้มูลท่ีเก็บเอกลกัษณ์ของ

















 งานวจิยัของ Lance, Untch and Wahl (1999) อธิบายถึงการวเิคราห์ไบตโ์คด้เพื่อน าไปสร้าง 
CFG (Control flow graph) ท่ีแสดงการท างานอยา่งคร่าวๆของโปรแกรม โดยเร่ิมจากการน าเอา 
ไบต์โคด้มาแบ่งออกเป็นชุดค าสั่งดว้ยเทคนิค three-address intermediate ท่ีน ามาจากงานวิจยัของ 
Aho, Sethi and Ullman (1986) แลว้แทนแต่ละชุค าสั่งดว้ยโหนดของ CFG จากนั้นหาความสัมพนัธ์
ระหว่างโหนดและสร้าเส้นเช่ือมโหนด ในงานวิจยัช้ินน้ีไดน้ าเสนอโครงของเคร่ืองมือ JAristotle 
โดยผูว้ิจยักล่าวว่าจะพฒันาให้เป็นเคร่ืองมือท่ีสามารถสร้าง CFG อตัโนมติัไดจ้ากไบต์โคด้ของ
ภาษาจาวา ซ่ึงเม่ือสามารถสร้าง CFG จากไบต์โคด้ได้แล้วก็จะท าให้ทราบถึงการท างานของ
โปรแกรมไดโ้ดยไม่ตอ้งอาศบัซอสโคด้ นอกจากนั้นผูว้ิจยัยงัไดอ้อกแบบเคร่ืองมือ JAristotle ให้
ท างานร่วมกบัฐานขอ้มูลในการจดัเก็บไบตโ์คด้เพื่อน าไปวเิคราห์และสร้าง CFG ต่อไป 
 งานวิจยัของ William Pugh (2007) เป็นงานวิจยัต่อเน่ืองจากงานวิจยัของ Hovemeyer and 
Pugh (2004) อธิบายเก่ียวกบัการท างานท่ีเพิ่มข้ึนของโปรแกรม FindBugs ท่ีมีการเพิ่มความสามารถ
ใหม่ๆเขา้ไปโดยผูว้จิจยัไดอ้ธิบายเทคนิคท่ีใชใ้นเคร่ืองมือ FindBugs  จ  านวน 4 เทคนิคดงัน้ี 
1. เทคนิคการเปรียบเทียบรูปแบบ (Local pattern matching) เป็นการเปรียบเทียบโดยการ
คน้หาค าสั่งท่ีอาจท าใหเ้กิดความผิดพลาดภายในซอสโคด้ ซ่ึงรูปแบบของซอสโคด้ท่ีถูก
ระบุวา่ก่อใหเ้กิดความผดิพลาดจะถูกก าหนดเอาไวก่้อน 
2. เทคนิคการวิเคาะห์การท างานของโปรแกรม (Intraprocedural dataflow analysis) เป็น
วธิิการพี่พฒันาข้ึนเพื่อตรวจหาความผิดพลาดประเภท Null pointer exception และ Type 
cast exception 
3. เทคนิคการสรุปเมท็อด (Interprocedural method summaries) เป็นเทคนิคท่ีใช้ในการ
คน้หาความผดิพลาดประเภทท่ีเกิดจากการส่งผา่นค่าตวัแปรระหวา่งเมท็อด 
4. เทคนิคการวิเคราห์บริบท (Context sensitive interprocedural analysis) เป็นเทคนิคท่ีใช้
เพื่อป้องกนัการท า SQL injection และ cross site scripting 
ในงานวิจยัช้ินน้ีผูว้ิจยัไดก้ล่าวถึงการน าเอาเคร่ืองมือ FindBugs ไปใชอ้ยา่งแพร่หลาย และ












 ตารางท่ี 2.4 แสดงการสรุปเปรียบเทียบประเด็นต่างๆ ของงานวิจยัท่ีเก่ียวขอ้ง โดยบทความ
วจิยัท่ีเก่ียวขอ้งประกอบดว้ย “ก” แทนงานวิจยัของ Hovemeyer and Pugh (2004) “ข” แทนงานวิจยั
ของ Murphy, Kim, Kaiser and Cannon (2003) “ค” แทนงานวิจยัของ Zhao, Chen and Wang 
(2008) “ง” แทนงานวิจยัของ Lance, Untch and Wahl (1999) “จ” แทนงานวิจยัของ William Pugh 







ก ข ค ง จ ฉ 
การหาความผดิพลาด       
วธีิการวจิยัเก่ียวขอ้งกบัไบตโ์คด้       
วธีิการทดสอบใชไ้บตโ์คด้เป็นกรณีทดสอบ       
วธีิการวเิคราห์ความผิดพลาดเป็นแบบคงท่ี (Statc 
analysis) 
      
วธีิการเปรียบเทียบเก่ียวขอ้งกบัการเปรียบเทียบรูปแบบ 
(Pattern matching) 
      
วธีิการถูกน าเสนอดว้ยภาษาจาวา       
วธีิการมีการก าหนดตน้แบบความผดิพลาด       
การพฒันา       
พฒันาดว้ยภาษาจาวาทั้งหมด       
พฒันาโดยใชแ้นวคิดการเปรียบเทียบรูปแบบ       
พฒันาในลกัษณะคลงัโปรแกรม (Library)       
พฒันาใหเ้ช่ือมต่อกบัฐานขอ้มูล       
ส่วนอธิบายความ       
มีการอธิบายถึงความเป็นมาของผลลพัธ์ท่ีได ้       
ส่วนติดต่อผู้ใช้       














การประยุกต์ใช้       
วจิยัเพื่อทดสอบประสิทธิภาพ       
วจิยัเพื่อวางแผนพฒันาระบบ       



















3.1.1 การท างานของไบต์โค้ด 
 ในขั้นตอนการคอมไพล์โปรแกรมภาษาจาวาผลลพัธ์สุดท้ายจะได้ไฟล์นามสกุล .class 




รูปท่ี 3.1 การคอมไพลโ์ปรแกรมในภาษาจาวา (Sun Microsystems, Inc., 2006) 
 
 
 จากรูปท่ี 3.1 ในไฟล์ MyProgram.class จะมีไบต์โคด้บรรจุอยู่ภายในซ่ึงไม่สามารถเปิด
อ่านและท าความเขา้ใจได ้ซ่ึงหากตอ้งการแปลงให้อยู่ในรูปแบบของไบต์โคด้ท่ีสามารถอ่านแลว้
เขา้ใจไดต้อ้งใชค้  าสั่ง ‚javap –c ช่ือไฟล์ท่ีตอ้งการ‛ เพื่อท าการจดัรูปแบบของไบตโ์คด้ โดยค าสั่ง 


















รูปท่ี 3.2 ตวัอยา่งซอสโคด้ของภาษาจาวา 
 
 
 ในขั้นตอนน้ีผูว้จิยัจะยกตวัอยา่งโปรแกรมภาษาจาวาอยา่งง่ายช่ือ Hello.java ซ่ึงมีซอสโคด้
ของโปรแกรมดงัเช่นท่ีแสดงในรูปท่ี 3.2 จากนั้นจะท าการคอมไพลซ์อสโคด้น้ีให้อยูใ่นรูปของไฟล์
















 จากรูปท่ี 3.3 เป็นค าสั่งของไบตโ์คด้ท่ีไดจ้ากไฟล์ Hello.class จะสังเกตวา่จะมีค าสั่งท่ีแบ่ง





รูปท่ี 3.4 ส่วนประกอบต่างๆในไบตโ์คด้ 
 
 
1. แหล่งท่ีมาของการคอมไพล์ โดยสังเกตจากประโยค Compiled from “ช่ือไฟล์.java” ซ่ึง
หากบรรทดัใดมีค าสั่งน้ีประกอบอยู่จะสามารถน ามาหาช่ือไฟล์ก่อนการคอมไพล์ไดซ่ึ้งในท่ีน้ีคือ 
Hello.java 
2. ช่ือคลาส หากบรรทดันั้นประกอบด้วยค าว่า class และประโยค extends java.lang 
.Object จะสามารถน ามาหาช่ือของคลาสได ้ซ่ึงในท่ีน้ีคือคลาส Hello 
3. เมทอ็ด หากค าสั่งบรรทดัใดประกอบไปดว้ยเคร่ืองหมาย () และ ; แสดงวา่บรรทดันั้นจะ
เป็นการประกาศช่ือเมท็อด โดยในท่ีน้ี มี 2 เมท็อดคือ Hello ซ่ึงเป็นเมท็อดท่ีมีช่ือเดียวกบัช่ือคลาส 











4. ค าสั่งแต่ละบรรทดัภายในเมทอ็ด ซ่ึงลกัษณะค าสั่งจะถูกอธิบายในหวัขอ้ท่ี 3.1.2 
5. ค าสั่ง return ซ่ึงเป็นการระบุวา่ส้ินสุดการท างานของเมทอ็ดนั้นแลว้ 
3.1.2 ลกัษณะค าส่ังของไบต์โค้ด 
ในหวัขอ้ท่ี 3.1.1 ไดท้  าการแบ่งส่วนประกอบของไบตโ์คด้ท่ีไดจ้ากการรันค าสั่ง javap –c 
ซ่ึงส่วนประกอบท่ีส าคญัท่ีสุดคือค าสั่งภายในเมท็อดแต่ละบรรทดั โดยเม่ือสังเกตแลว้จะพบว่ามี




1. ค าส่ังแบบปรกติ เป็นค าสั่งท่ีประกอบดว้ย หมายเลขล าดบัค าสั่ง ค  าสั่ง และตวัแปร ซ่ึง
หมายเลขบรรทดัจะอยู่ในต าแหน่งตน้บรรทดัและปิดด้วยเคร่ืองหมาย : จากรูปท่ี 3.5 ในท่ีน้ี
หมายเลขล าดับค าสั่งคือ 0 ต่อมาคือค าสั่งไบต์โค้ด ซ่ึงเป็นค าสั่งท่ีใช้ด าเดินการจะอยู่ถัดจาก
หมายเลขบรรทดัซ่ึงจะถูกคัน่ด้วยเคร่ืองหมาย : ในท่ีน้ีคือค าสั่ง bipush หมายถึงการใส่ตวัแปร 
integer ลงไปในสแตก (Stack) และสุดทา้ยคือตวัแปร (บางค าสั่งอาจไม่มีตวัแปร) ซ่ึงจะเป็นขอ้มูลท่ี
จะน าไปใชป้ระมวลผลร่วมกบัค าสั่งในท่ีน้ีคือ 11 รวมแลว้คือค าสั่งล าดบัท่ี 0 จะท าการใส่ตวัแปร







0 : bipush   11 
 
2 : istore_1 
รูปท่ี 3.5 ตวัอยา่งค าสั่งแบบปรกติของไบตโ์คด้ 











2. ค าส่ังที่อ้างอิงถึงต าแหน่งข้อมูล ค  าสั่งประเภทน้ีจะมีจุดสังเกตโดยภายในค าสั่งจะคัน่
ระหวา่งค าสั่งและตวัแปรดว้ยเคร่ืองหมาย _  ซ่ึงในค าสั่งปรกติจะใช้เคร่ืองหมายวรรคตอนในการ
แบ่งแยกค าสั่ง เม่ือดูจากรูปท่ี 3.6 ค าสั่งคือ istore หมายถึง การเก็บตวัแปร integer ไปยงัต าแหน่งท่ี




3. ค าส่ังที่อ้างอิงถึงค าส่ังภายใน ค  าสั่งประเภทน้ีมกัมีเคร่ืองหมาย # และ // ประกอบอยู่
ภายในบรรทดั ซ่ึงส่ิงท่ีอยู่ดา้นหลงัเคร่ืองหมาย # คือหมายเลขของค าสั่งท่ีจะน ามาใช้ และหลงั
เคร่ืองหมายจะเป็นการอธิบายวา่ค าสั่งหมายเลขดงักล่าวคืออะไร จากรูปท่ี 3.7เป็นการเรียกใชค้  าสั่ง 
invokevirtual ซ่ึงเป็นค าสั่งในการเรียกใชค้  าสั่งภายในจาวาเวอร์ชวลแมชีน ในท่ีน้ีคือค าสั่งหมายเลข 
24 ซ่ึงเปรียบไดก้บัการใชค้  าสั่ง System.out.println() ในซอสโคด้นัน่เอง 
 
3.1.3 การแบ่งชุดค าส่ังของไบต์โค้ด 
 ในการท างานของภาษาจาวาเม่ือคอมไพล์ค  าสั่งในซอสโคด้ 1 บรรทดั จะไดค้  าสั่งในไบต์
โคด้จ านวนหน่ึง (ในท่ีน้ีเรียกว่าชุดค าสั่ง) ซ่ึงในขณะน้ียงัไม่สามารถท่ีจะระบุไดว้า่หน่ึงชุดค าสั่ง
ประกอบไปดว้ยค าสั่งหมายเลขล าดบัใดบา้ง โดยหากตอ้งการทราบจะตอ้งอาศยัผลลพัธ์ท่ีไดจ้าก





11: invokevirtual #24; //Method java/io/PrintStream.println:(Ljava/lang/String;)V 













รูปท่ี 3.8 ผลลพัธ์การรันค าสั่ง javap –l 
 
. 
 จากรูปท่ี 3.8 แสดงข้อความผลลัพธ์จ านวนหน่ึงโดยในงานวิจัยจะเรียกผลลัพธ์น้ีว่า 
ไลน์โคด้ (Line number) ซ่ึงภายในจะมีส่วนประกอบท่ีส าคญัท่ีจ  าเป็นในบทน้ีคือส่วนของหมายเลข
บรรทดั ซ่ึงหากบรรทดัใดเป็นการระบุการจ าแนกชุดค าสั่งของไบต์โค้ดแล้ว ในบรรทดันั้นจะ






 จากรูปท่ี 3.9 เป็นตวัอยา่งบางส่วนของไลน์โคด้ซ่ึงจากตวัอยา่งจะสามารถบอกไดว้า่ค าสั่ง
ในซอสโคด้หมายเลขบรรทดัท่ี 4 คือค าสั่งในไบตโ์คด้เร่ิมท่ีค าสั่งล าดบัท่ี 0 ถึงค าสั่งท่ีอยูก่่อนล าดบั
 
line  4 :  0 
line  5 :  3 
 




















 ในขั้นตอนน้ีผูว้จิยัสามารถแบ่งชุดค าสั่งภายในไบตโ์คด้ได ้และยงัพบอีกวา่สามารถอา้งอิง
ไปถึงหมายเลขบรรทดัของซอสโคด้ได ้ซ่ึงในขั้นตอนต่อไปจะเป็นการน าเอาชุดค าสั่งท่ีไดไ้ปหา
รูปแบบของชุดค าสั่งท่ีอาจท าใหเ้กิดความผดิพลาด เพื่อสร้างเป็นวธีิการตรวจหาความผิดพลาดขณะ
โปรแกรมประมวลผลในภาษาจาวาต่อไป 
3.1.4 การค้นหารูปแบบการเกดิความผดิพลาดของชุดค าส่ังไบต์โค้ด 
ในขั้นตอนน้ีจะเป็นการใช้โปรแกรมประยุกต์ Eclipse ร่วมกบัส่วนเสริมความสามารถ 
Bytecode outline ในการศึกษารูปแบบของชุดค าสั่งท่ีจะท าให้เกิดความผิดพลาดในภาษาจาวาซ่ึงมี
ขั้นตอนดงัน้ี 











1. สร้างซอสโค้ด คือ การสร้าง หรือ น าเอา (อาจไดจ้ากการคน้หาบนเวบ็ไซต์) ซอสโคด้ท่ี
ท าให้เกิดความผิดพลาดมารันดว้ยโปรแกรม Eclipse เพื่อหาวา่ต าแหน่งใดท่ีเกิดความผิดพลาดข้ึน
โดยในท่ีน้ีจะยกตวัอย่างซอสโคด้อย่างง่ายท่ีท าให้เกิดความผิดพลาดประเภทการอา้งอิงถึงอาร์เรย์




รูปท่ี 3.11 ตวัอยา่งโปรแกรม Eclipse กบัส่วนเสริม Bytecode outline 
 
 
 จากรูปท่ี 3.11 จะเห็นว่าในซอสโคด้บรรทดัท่ี 4 เกิดความผิดพลาดข้ึนบนค าสั่ง x[2]=1 
เน่ืองจากเขา้ถึงอาร์เรยใ์นตวัแปร x เกินขนาดท่ีก าหนดไวใ้นบรรทดัท่ี 3 ซ่ึงเม่ือเปรียบเทียบกับ 
ไบต์โค้ดแล้วค าสั่งท่ีท าให้เกิดความผิดพลาดในซอสโค้ดบรรทัดท่ี 4 เม่ือแปลงเป็นชุดค าสั่ง 
ไบต์โคด้แล้วจะได้ชุดค าสั่งไบต์โคด้หมายเลข 2 และซอสโคด้บรรทดัท่ี 3 คือชุดค าสั่งไบต์โคด้
หมายเลข 1 โดยในงานวิจยัน้ีจะเรียกชุดค าสั่งท่ีถูกแบ่งแลว้วา่ “แพทเทิร์น (Pattern)‛ ซ่ึงในตวัอยา่ง
น้ีจะเกิดความผดิพลาดข้ึนหากขนาดท่ีก าหนดไวใ้นตวัแปรค าสั่งไบตโ์คด้ชุดท่ี 1 นอ้ยกวา่ตวัแปรท่ี











2. หาชุดค าส่ังที่ท าให้เกิดความผิดพลาด และชุดค าส่ังเง่ือนไข ในท่ีน้ีชุดค าสั่งท่ีท าให้เกิด




รูปท่ี 3.12 ตวัอยา่งชุดค าสั่งของไบตโ์คด้ 
 
 
 จากภาพตวัอยา่งดา้นบนในชุดค าสั่งท่ี 1 เป็นการสร้างตวัแปรแบบอาร์เรยข์อง integer ท่ีมี
ขนาดเท่ากบั 2 โดยมีการท างานของชุดค าสั่งแยกยอ่ยแต่ละบรรทดั ดงัน้ี 
บรรทดัท่ี 1 : เป็นการอา้งอิงวา่ชุดค าสั่งไบตโ์คด้น้ีคือค าสั่งในซอสโคด้บรรทดัท่ี 3 
บรรทดัท่ี 2 : สร้างค่าคงท่ีประเภท integer ในท่ีน้ีคือ 2 
บรรทดัท่ี 3 : สร้างอาร์เรยท่ี์มีชนิดเป็น integer โดยใหมี้ขนาดเท่ากบัค่าคงท่ีท่ีประกาศไวใ้น
บรรทดัท่ีแลว้ในตวัอยา่งน้ีคือ 2 นัน่เอง 
บรรทดัท่ี 4 : เก็บอาร์เรยน้ี์ไวใ้นหน่วยความจ าจ าลองของเวอร์ชวลแมชีนต าแหน่งท่ี 1 
 
 ต่อมาในชุดค าสั่งท่ี 2 เป็นชุดค าสั่งในการเขา้ถึงอาร์เรยใ์นต าแหน่งท่ี 2 ซ่ึงมีรายละเอียดการ
ท างานแต่ละบรรทดัตามล าดบัดงัน้ี 
บรรทดัท่ี 1 : เป็นการอา้งอิงวา่ชุดค าสั่งไบตโ์คด้น้ีคือค าสั่งในซอสโคด้บรรทดัท่ี 4 
บรรทดัท่ี 2 : ดึงขอ้มูลอาร์เรยท่ี์เก็บไวใ้นหน่วยความจ าลองของเวอร์ชวลแมชีนต าแหน่งท่ี 











บรรทดัท่ี 3 : สร้างค่าคงท่ีประเภท integer ในท่ีน้ีคือ 2 ในท่ีน้ีใชเ้พื่ออา้งถึงต าแหน่งใน
อาร์เรยท่ี์ท าการดึงขอ้มูลข้ึนมาในบรรทดัท่ีแลว้ซ่ึงท าให้เกิดความผิดพลาด
เน่ืองจากอาร์เรยท่ี์ดึงข้ึนมาสามารถเขา้ถึงไดใ้นต าแหน่ง 0 และ 1 เท่านั้น 
บรรทดัท่ี 4 : สร้างค่าคงท่ีประเภท integer ในท่ีน้ีคือ 1 (ในท่ีน้ีใชเ้พื่อใส่ค่าลงในอาร์เรย์
ต  าแหน่งท่ีระบุเอาไวใ้นบรรทดัท่ีแลว้นัน่คือในต าแหน่งท่ี 2) 
บรรทดัท่ี 5 :  น าอาร์เรยข์อง integer ท่ีถูกใส่ค่าแลว้เก็บลงในต าแหน่งเดิม 
จากตวัอยา่งน้ีเราจะพบวา่ชุดค าสั่งของไบตโ์คด้ชุดท่ี 1 ในต าแหน่งบรรทดัท่ี 2 จะสัมพนัธ์
กบัค าสั่งไบตโ์คด้ชุดท่ีสองในต าแหน่งบรรทดัท่ี 3 ซ่ึงถา้หากค่าท่ีก าหนดในชุดค าสั่งท่ี 2 มีค่านอ้ย
กวา่หรือเท่ากบัค่าท่ีก าหนดในชุดท่ี 1 แลว้จะท าให้เกิดความผิดพลาดประเภทการเขา้ถึงอาร์เรยเ์กิน















b = c และ d < a 






















b = c 
d < a 
 




ใชใ้นการตรวจหาความผิดพลาด ซ่ึงสามารถเพิ่มขอ้มูลชุดค าสั่งของไบตโ์คด้ท่ีอาจท าให้เกิดความ
ผิดพลาดใหม่เขา้ไปได้เม่ือมีการแปลงรูปแบบของชุดค าสั่งแล้ว โดยในฐานขอ้มูลตรวจสอบน้ีมี
ฟิลด์ขอ้มูลท่ีส าคญัอยู่สามฟิลด์คือ Check_Pattern ฟิลด์น้ีจดัเก็บชุดค าสั่งเร่ิมตน้ท่ีใชค้น้หาว่าพบ
ค าสั่งชุดน้ีในโปรแกรมหรือไม่โดยหากพบชุดค าสั่งน้ีแลว้ต่อมาจะตอ้งคน้หาชุดค าสั่งในฟิลด์ท่ีสอง






แพทเทิร์นท่ีไดน้ าเสนอไปในหวัขอ้ท่ีแลว้ร่วมกบัฐานขอ้มูล H2 โดยใชภ้าษาจาวาในการพฒันาซ่ึง
เคร่ืองมือตวัอยา่งน้ีจะมีลกัษณะเป็นคลงัโปรแกรม (Library) ท่ีท  างานร่วมกบัโปรแกรมภาษาจาวา
อ่ืนๆโดยอาศยัไฟล์ตระกูล .class จากโปรแกรมท่ีเรียกใช้คลงัโปรแกรมเป็นแหล่งขอ้มูลน าเขา้ของ
เคร่ืองมือ ซ่ึงจะท าให้สามารถเรียกใช้เคร่ืองมือไปพร้อมๆกบัการรันโปรแกรมท่ีตอ้งการได ้โดย
เคร่ืองมือท่ีสร้างข้ึนจะใช้ฐานข้อมูล H2 เพื่อเก็บแพทเทิร์นของไบต์โค้ดท่ีจะท าให้เกิดความ











ขอ้มูลไวใ้นฐานขอ้มูลคือ สามารถท่ีจะเขา้ถึงขอ้มูลไดโ้ดยการสอบถามขอ้มูล (Query) โดยใชภ้าษา 
SQL ในภาษาน้ีจะมีค าสั่งในการสอบถามขอ้มูลท่ีเอ้ือต่อการเปรียบเทียบรูปแบบ เช่นค าสั่ง LIKE ท่ี
สามารถหาขอ้ความท่ีมีลกัษณะคลา้ยกนัได้ เป็นตน้ อีกทั้งยงัสามารถลดระยะเวลาในการเขา้ถึง
ขอ้มูล เน่ืองจากสามารถสอบถามขอ้มูลไดโ้ดยใชค้  าสั่ง SQL ท าให้สามารถเขา้ถึงขอ้มูลท่ีตอ้งการ
ไดท้นัที ซ่ึงจะส่งผลใหเ้คร่ืองมือท่ีสร้างข้ึนไม่ตอ้งเสียเวลากบัการจดัการเร่ืองการคน้หาขอ้มูล และ








โปรแกรมภาษาจาวา เช่น Eclipse และ NetBeans เน่ืองจากโปรแกรมประยุกต์เหล่าน้ีมีการแยกไฟล์
ตระกูล .class เอาไวใ้นโฟลเดอร์ bin ดงัเช่นตวัอย่างในรูปท่ี 3.15 ซ่ึงเคร่ืองมือท่ีสร้างข้ึนสามารถ















น ารูปแบบแพทเทิร์นท่ีท าให้เกิดความผิดพลาดในภาษาจาวา และขอ้มูลอ่ืนๆท่ีจ าเป็นท่ีได้
จากการศึกษาจดัเก็บไวใ้นฐานขอ้มูลส าหรับตรวจสอบโดยในงานวิจยัน้ีจะเรียกฐานข้อมูลน้ีว่า 
ฐานขอ้มูลตรวจสอบ (Check pattern database) 
2. สร้างแพทเทร์ินจากแหล่งข้อมูลน าเข้า 
2.1 น าเขา้ขอ้มูลไบตโ์คด้จากไฟลต์ระกลู .class 
2.2 สร้างไบตโ์คด้ และไลน์โคด้จากค าสั่ง javap  
2.3 สร้างแพทเทิร์นของไบต์โค้ดด้วยวิธีการแบ่งชุดค าสั่งโดยอาศัยไบต์โค้ด และ  
ไลน์โคด้ท่ีไดใ้นขั้นตอนท่ี 2 
2.4 น าข้อมูลแพทเทิร์นท่ีได้ทั้ งหมดจดัเก็บลงในฐานข้อมูลซ่ึงในงานวิจยัน้ีจะเรียก
ฐานขอ้มูลน้ีวา่ฐานขอ้มูลน าเขา้ (Input pattern database) 
3. ค้นหาแพทเทร์ินทีอ่าจก่อให้เกดิความผดิพลาด 





















 1. เคร่ืองคอมพิวเตอร์ส าหรับพฒันาเคร่ืองมือตวัอยา่งในการตรวจหาความผดิพลาดขณะ
โปรแกรมประมวลผลในภาษาจาวา โดยเคร่ืองคอมพิวเตอร์ท่ีใชมี้รายละเอียดดงัน้ี 
 หน่วยประมวลผลกลาง : Intel®Core™ i3-380UM 
 หน่วยความจ าส ารอง : 2 GB Dual-channel 1333MHz DDR3 SDRAM 
 หน่วยความจ าหลกั : 500GB 5400RPM SATA Hard Drive 
 อุปกรณ์เสริมอ่ืนๆ เช่น เมาส์ แป้นพิมพ ์เร่ืองพิมพ ์เป็นตน้ 
2. ระบบปฏิบติัการและโปรแกรมประยกุตส์ าหรับศึกษา และพฒันาเคร่ืองมือ 
 ระบบปฏิบติัการ : Windows 7 Ultimate 64 bit operating system 
 เวบ็บราวส์เซอร์ : Mozilla Firefox 6.0 
 โปรแกรมจดัการขอ้ความ : Notepad ++ 5.9.2 
 โปรแกรมมาตรฐานของภาษาจาวา : Java Development Kit (JDK) 6.0 
 โปรแกรมพฒันาโปรแกรมภาษาจาวา : Eclipse 3.6.1 
 ส่วนเสริมความสารมารถโปรแกรม : Bytecode Outline 2.1.0 
 ฐานขอ้มูล : H2 1.3.159 

























 ในงานวิจยัน้ีไดมี้การใชง้านโปรแกรมประยุกต ์Eclipse และส่วนเสริม Bytecode Outline 
ซ่ึงท าให้ผูว้ิจยัสามารถสร้างซอสโค้ดพร้อมกบัดูไบต์โคด้ได้พร้อมกนัท าให้สามารถระบุได้ว่า 




 ในงานวิจยัน้ีข้อมูลท่ีถือว่าเป็นหัวใจหลักของงานวิจยัคือไบต์โค้ด ซ่ึงผูว้ิจ ัยได้ท าการ
วเิคราะห์ไบตโ์คด้โดยมีล าดบัดงัน้ี 
3.4.1 วิเคราะห์ลักษณะค าส่ังของไบต์โค้ด ในขั้นตอนการวิเคราะห์น้ีจะเป็นการสังเกต
ลักษณะค าสั่งของไบต์โค้ดว่าในหน่ึงบรรทัดของชุดค าสั่งประกอบไปด้วยอะไรบ้าง และ มี
สัญลกัษณ์อะไรในการแบ่งแยกค าสั่ง หรือ ตวัแปร 
3.4.2 วิเคราะห์การแบ่งชุดค าส่ังของไบต์โค้ด ในขั้นตอนน้ีจะเป็นการศึกษาและสังเกตว่า
ในไบตโ์คด้มีการแบ่งชุดค าสั่งอยา่งไร ซ่ึงพบวา่ ตอ้งอาศยัค าสั่ง javap ในการสร้างขอ้มูลการแบ่ง
บรรทดัค าสั่งเพื่อน ามาใชแ้บ่งชุดค าสั่งของไบตโ์คด้ 


















ภาษาจาวาดว้ยไบตโ์คด้ โดยแสดงโครงสร้างและวิธีการท างานดว้ยแผนภาพ UML เพื่อให้ผูศึ้กษา
สามารถเขา้ใจไดง่้ายซ่ึงส่วนแรกจะแสดงคลาสไดอะแกรม (Class diagram) และอธิบายหนา้ท่ีของ
แต่ละคลาสดงัต่อไปน้ี 
3.1.7 คลาส H2db  
เป็นคลาสท่ีมีหนา้ท่ีจดัการเก่ียวกบัการเช่ือมต่อกบัฐานขอ้มูล H2 โดยในคลาสน้ีจะจดัเก็บ 
ช่ือผูใ้ช ้รหสัผา่น ช่ือฐานขอ้มูล และรายละเอียดอ่ืนๆท่ีจ าเป็นในการเช่ือต่อกบัฐานขอ้มูลโดยหากมี















3.1.8 คลาส DBFunc  
เป็นคลาสท่ีมีหนา้ท่ีหลกัสองอยา่งคือ การจดัเก็บไบตโ์คด้ท่ีจดัรูปแบบแลว้ลงในฐานขอ้มูล 
และการเทียบขอ้มูลรูปแบบความผดิพลาดท่ีอ่านไดจ้ากขอ้มูลน าเขา้กบัขอ้มูลรูปแบบความผิดพลาด




3.1.9 คลาส IFile  
เป็นคลาสท่ีมีหนา้ท่ีจดัการเก่ียวกบัไฟล์นามสกุล .class ท่ีน ามาเป็นขอ้มูลน าเขา้โดยท าการ
แปลงขอ้มูลท่ีจดัเก็บอยู่ในไฟล์ตระกูล .class ท่ีมีลีกษณะเป็นไบต์โคด้ท่ีไม่สามารถอ่านท าความ





รูปท่ี 3.17 โครงสร้างของคลาส DBFunc 











3.1.10 คลาส ByteCode  
เป็นคลาสท่ีมีหนา้ท่ีจดัรูปแบบขอ้มูลท่ีไดจ้ากคลาส IFile ให้อยูใ่นรูปแบบของไบตโ์คด้ท่ีมี
การแบ่งออกเป็นชุดค าสั่งโดยอาศยัไลน์โคด้ในการแบ่ง โดยเม่ือท าการแบ่งชุดค าสั่งแลว้จะท าการ
จดัเก็บชุดค าสั่งท่ีก ากบัดว้ยหมายเลขล าดบับรรทดัของชุดค าสั่งอย่างชดัเจนเพื่อใช้อา้งอิงในการ
เปรียบเทียบรูปแบบไบตโ์คด้ และนอกจากน้ีในคลาสน้ีจะท าการเก็บขอ้มูลท่ีส าคญัต่างๆ เช่น ช่ือ
คลาส ช่ือเมท็อด และ Signature ของเมท็อด เป็นตน้ เพื่อใช้ในการระบุถึงชุดค าสั่งในต าแหน่งท่ี









รูปท่ี 3.19 โครงสร้างของคลาส ByteCode 
















3.1.12 คลาส ruleFunc 
 เป็นคลาสท่ีมีหนา้ท่ีทดสอบความถูกตอ้งของเง่ือนไขการเกิดความผิดพลาดโดยในคลาสน้ี
จะมีการน าเอาค่าของตวัแปรท่ีไดจ้ากคลาส JPattern มาด าเนินการเพื่อทดสอบว่าเป็นไปตามกฎ
หรือไม่ โดยกฎของความผิดพลาดคือเง่ือนไขท่ีใชเ้พื่อตรวจสอบวา่แพทเทิร์นท่ีก าลงัพิจารณาเป็น
แพทเทิร์นท่ีท าให้เกิดความผิดพลาดหรือไม่ ซ่ึงกฎมีลกัษณะเป็นการเปรียบเทียบหรือด าเนินการ




3.1.13 คลาส BCpool 
เป็นคลาสหลกัท่ีรวบรวมการท างานหลกัๆของการตรวจสอบความผิดพลาดดว้ยไบตโ์คด้
เอาไว ้โดยคลาส BCpool จะถ่ายทอดมาจากคลาส asbBCpool ซ่ึงเป็นคลาสท่ีเก็บขอ้มูลไบตโ์คด้ท่ี
ได้จากการน าเขา้เอาไวใ้นตวัแปรช่ือ bcp และมีเมท็อดการท างานปลีกย่อยในการคน้หาความ
ผิดพลาด เพื่อให้ง่ายและรวบรัดขั้นตอนการท างานผูว้ิจยัจึงให้คลาส BCpool ถ่ายทอดมาจากคลาส 
asbBCpool เพื่อใหค้ลาส BCpool รวบรวมการขั้นตอนการท างานใหเ้ป็นค าสั่งท่ีใชง้านง่ายเพื่อความ
a = 1 
b = 2 
รูปท่ี 3.21 ลกัษณะการท างานของคลาส JPattern 
















3.1.14 คลาส tempStruct 
เป็นคลาสท่ีมีหน้าท่ีเป็นโครงสร้างขอ้มูลท่ีใช้เก็บชุกค าสั่งไบต์โคด้และรายละเอียดของ
ชุดค าสั่งไบตโ์คด้เอาไวช้ัว่คราวเพื่อใชใ้นการน าเขา้ไปประมวลผลเปรียบเทียบกบัฐานขอ้มูลตรวจ 
 
 
รูปท่ี 3.23 โครงสร้างของคลาส BCpool และ asbBCpool 











3.1.15 คลาส  ReportStruct  
เป็นคลาสท่ีมีหนา้ท่ีเป็นโครงสร้างข้อมูลท่ีใชจ้ดัเก็บผลลพัธ์จากการประมวลผลเพื่อใชใ้น
การแสดงขอ้มูลใหผู้ใ้ชง้านทราบ โดยมีการจดัเก็บขอ้มูลต าแหน่งบรรทดัท่ีเกิดความผิดพลาดข้ึนใน




 ในงานวิจยัน้ีผูว้ิจยัไดอ้อกแบบการท างานของเคร่ืองมือให้มีการแยกการท างานออกเป็น












































3.6 การท างานของเคร่ืองมอืตรวจหาความผดิพลาดในภาษาจาวาด้วยไบต์โค้ด 
เน้ือหาส่วนน้ีจะแสดงล าดบัขั้นตอนการประมวลผลของเคร่ืองมือตรวจหาความผิดพลาด
ในภาษาจาวาดว้ยไบตโ์คด้ โดยใชแ้ผนภาพผงังาน (Flowchart) ในการแสดงการท างานซ่ึงลกัษณะ




























 จากรูปท่ี 3.27 จะเห็นว่าการท างานของเคร่ืองมือจะเร่ิมตน้จากการน าเอาไฟล์นามสกุล 
.class มาเป็นขอ้มูลน าเขา้ของเคร่ืองมือ ต่อมาจะมีการแปลงและจดัรูปแบบไฟล์ดงักล่าวให้อยูใ่นรูป
ไบต์โค้ดท่ีสามารถอ่านท าความเข้าใจได้ ล าดับถัดมาเคร่ืองมือจะท าการตรวจหารูปแบบของ 
ไบต์โคด้ท่ีอาจท าให้เกิดความผิดพลาดโดยในขั้นตอนน้ีจะท าการเทียบรูปแบบของไบต์โคด้ท่ีได้




 ในรูปท่ี 3.27 เป็นเพียงการท างานคร่าวๆของเคร่ืองมือ ซ่ึงจะเห็นวา่จะมีบางส่วนท่ีแทนดว้ย
สัญลักษณ์การประมวลผลย่อย (Predefined process) โดยในแต่ละการประมวลผลย่อยจะมี
รายละเอียดการท างานภายใน ซ่ึงในท่ีน่ีประกอบดว้ยสามส่วนยอ่ย ดงัน้ี 
 
1. ข้ันตอนการแปลงและจัดรูปแบบไฟล์นามสกุล .class (รูปท่ี 3.28) เร่ิมจากการน าเอา
ขอ้มูลท่ีไดจ้ากไฟล์นามสกุล .class มาแปลงโดยเคร่ืองมือ javap ท่ีมีมาพร้อมกบัเวอร์ชวลแมชีน
เพื่อให้อยู่ในรูปแบบท่ีสามารถอ่านท าความเขา้ใจไดพ้ร้อมกบัใช้ตวัเลือกในการแสดงหมายเลย
บรรทดัชุดค าสั่งเพื่อน ามาหาความสัมพนัธ์และแยกชุดค าสั่ง หลงัจากนั้นท าการพิจารณาไบตโ์คด้
แต่ละบรรทดัเพื่อแยกองค์ประกอบ โดยหากเป็นไบตโ์คด้ท่ีไม่ใช่ชุดค าสั่งจะถูกน ามาพิจารณาหา
ขอ้มูลท่ีส าคญั เช่น ช่ือคลาส ช่ือเมท็อด และSignature เป็นตน้ และหากเป็นชุดค าสั่งไบตโ์คด้จะถูก
น ามาแบ่งโดยอาศยัความสัมพนัธ์ท่ีไดจ้ากการแสดงหมายเลขชุดค าสั่งท่ีไดก้ระท าไปก่อนหน้าน้ี 
จากนั้นเม่ือท าการพิจารณาครบทุกค าสั่งแลว้ขอ้มูลท่ีไดจ้ะถูกน าไปบนัทึกในฐานขอ้มูลน าเขา้ 
2. ขั้นตอนการตรวจหาไบต์โค้ดที่อาจท าให้เกิดความผิดพลาด (รูปท่ี 3.30) เร่ิมจากการน า
ขอ้มูลท่ีถูกบนัทึกไวใ้นฐานขอ้มูลน าเขา้มาคน้หาเปรียบเทียบกบัขอ้มูลในฐานขอ้มูลตรวจสอบซ่ึง
ในงานวิจยัน้ีไดอ้าศยัค าสั่งจากภาษา SQL ในการคน้หาความเปรียบเทียบรูปแบบ ถา้หากชุดค าสั่ง
ไบตโ์คด้ใดจากฐานขอ้มูลน าเขา้ตรงกบัชุดค าสั่งในฐานขอ้มูลตรวจสอบเคร่ืองมือจะจดัเก็บชุดค าสั่ง
นั้น โดยก าหนดสถานะเป็นตอ้งท าการวิเคราะห์เพื่อเขา้ไปตรวจสอบในขั้นตอนตรวจสอบกฎการ
เกิดความผดิพลาดในขั้นตอนถดัไป 
3. ขั้นตอนการตรวจสอบกฎการเกิดความผิดพลาด (รูปท่ี 3.32) เร่ิมจากน าเอาขอ้มูลท่ีมี
สถานะเป็นตอ้งตรวจสอบมาตรวจสอบกฎการเกิดความผิดพลาดท่ีระบุไวใ้นฐานขอ้มูลตรวจสอบ 
























































แบ่งชุดค าสั่งโดยใชไ้ลน์โคด้ และจดัเก็บลงฐานขอ้มูลน าเขา้ 
แปลงใหอ้ยูใ่นรูปแบบไบตโ์คด้ 






























































a = d 
b < c 
 
  
SELECT * FROM inputDB WHERE Pattern LIKE 
‘aload_%iconst_%iconst_%iastore’ 
SELECT * FROM inputDB WHERE Pattern LIKE 
‘iconst_%newarray int%astore_%’ 
แปลง Check pattern และ Condition pattern จาก Check pattern database ใหอ้ยูใ่นรูป SQL 
คน้หารูปแบบในฐานขอ้มูลน าเขา้ดว้ย SQL ท่ีได ้
Check pattern 
Condition pattern 






























































a = d 
















รูปแบบอ่ืนๆได้ เช่น ขอ้มูลไบนารีโคด้ เป็นตน้ นอกจากน้ีผูว้ิจยัยงัออกแบบการท างานย่อยต่างๆ
ออกเป็นคลาสอยา่งชดัเจน ซ่ึงผูส้นใจสามารถน าเอาส่วนท่ีสนใจไปประยกุตใ์ชต่้อไปได ้
ระบุตัวแปรเพือ่น าไปตรวจสอบกฎความถูกต้อง 
a = 1, b = 2, c = 2, d = 1 
a = d 
















3.7 เคร่ืองมอืตัวอย่างและการน าไปใช้งาน 
 หวัขอ้น้ีจะกล่าวถึงเคร่ืองมือตวัอยา่งท่ีผูว้จิยัไดพ้ฒันาโดยใชโ้ครงสร้างและการท างานดงัท่ี
ไดอ้อกแบบเอาไวใ้นหัวขอ้ท่ี 3.6 ซ่ึงผูใ้ชไ้ดต้ั้งช่ือเคร่ืองมือตวัอย่างน้ีว่า JEPM (Java Exception 
checking by Pattern Matching) โดยผลิตภณัฑ์ท่ีไดจ้ะอยูใ่นรูปแบบไฟล์นามสกุล .jar ซ่ึงในขณะน้ี
มีการเผยแพร่เคร่ืองมือตวัอยา่งเวอร์ชนั 1.0 โดยส่วนประกอบของเคร่ืองมือจะประกอบไปดว้ยไฟล์
คลงัโปรแกรมจ านวน 3 ไฟล์ (JEPM1.0.jar,bsh-2.0b4.jar,h2-1.3.160.jar) และไฟล์ฐานขอ้มูลและ





รูปท่ี 3.34 ส่วนประกอบของเคร่ืองมือตวัอยา่ง JEPM1.0 
 
1. bsh-2.0b4.jar เป็นคลงัโปรแกรมของ BeanShell ซ่ึงจะเป็นส่วนท่ีช่วยอ านวยความ
สะดวกในการจดัการเก่ียวกบัการตรวจสอบกฎความถูกตอ้งของเคร่ืองมือตวัอยา่ง 

















5. test.trace.db เป็นไฟล์ท่ีจดัเก็บประวติัการท างานของฐานขอ้มูล H2 ซ่ึงจะตอ้งปรากฏ
ควบคู่กบัไฟล ์test.h2.db เสมอ 
6. Func.bsh เป็นไฟล์ท่ีจดัเก็บฟังก์ชันการท างานท่ี Beanshell จะน าไปใช้ในการ
ตรวจสอบกฎความถูกตอ้ง ซ่ึงสามารถแกไ้ข หรือ เพิ่มฟังกช์นัใหม่ได ้
 






















2. เปิดโปรเจคจาวาข้ึนมาโดยในท่ีน้ีใชโ้ปรแกรม Eclipse ในการเปิดโปรเจคจากนั้นคลิกท่ี
เมนู Project เลือก Properties จะปรากฏหน้าต่างข้ึนมาท่ีเมนูดา้นซ้ายมือเลือก Java Build Path 






3. สร้างคลาสไฟล์เพื่อใชเ้ป็นจุดเร่ิมตน้ในการทดสอบตวัอยา่ง เช่นในตวัอยา่งน้ีจะท าการ
ทดสอบคลาสช่ือ StrIndexEx (มีการเกิดความผิดพลาดประเภทการเรียกใช้สตริงเกินขอบเขต) 
จะต้องท าการเขียนซอสโค้ด (ดังท่ีแสดงในรูปท่ี 3.37) โดยเร่ิมจากการสร้างวตัถุของคลาสท่ี
ตอ้งการทดสอบในท่ีน้ีคือคลาส StrIndexEx (บรรทดัท่ี 6) จากนั้นท าการสร้างวตัถุของเคร่ืองมือ
ทดสอบพร้อมทั้งใส่พารามิเตอร์เป็นตวัแปรท่ีเก็บวตัถุของคลาสท่ีตอ้งการทดสอบเอาไว ้(บรรทดัท่ี 
7) จากนั้นเรียกใชเ้มทอ็ด test เพื่อเร่ิมตน้การทดสอบ (บรรทดัท่ี 8) 
  



















4. จากนั้นท าการรันจะปรากฏผลลพัธ์ในหนา้ต่าง Console ซ่ึงในตวัอยา่งน้ีมีการแจง้เตือน
วา่บรรทดัท่ี 6 เกิดความผิดพลาดประเภทท่ีเกิดจากการใชง้านสตริงเกินขอบเขตท่ีก าหนด (String 
index out of range) ดงัท่ีแสดงในรูปท่ี 3.38 
  
รูปท่ี 3.37 การเขียนซอสโคด้ในเพื่อเรียกใชเ้คร่ืองมือตวัอยา่ง 






















จาวามา 5 ประเภท คือ ความผิดพลาดท่ีเกิดจากการแปลงวตัถุของภาษาจาวาอยา่งไม่ถูกตอ้ง (Class 
cast exception) ความผดิพลาดประเภทการเรียกใชอ้าร์เรยเ์กินขอบเขตท่ีก าหนด (Array index out of 
bound exception) ความผิดพลาดประเภทท่ีเกิดจากการหารดว้ยศูนย ์(Arithmetic : Divided by zero 
exception) ความผิดพลาดประเภทท่ีเกิดจากการจดัรูปแบบตวัเลขท่ีไม่ถูกตอ้ง (Number format 




 เคร่ืองคอมพิวเตอร์แบบพกพา HP Pavilion dv4 หน่วยประมวลผล Intel Core 2 Centrino 
2.13 GHz หน่วยความจ าหลกั 4 GB ฮาร์ดดิสตว์ามจุ 300 GB ระบบปฏิบติัการ Windows 7 Service 
pack 1 ระบบประมวลผลแบบ 64-bit 
 Java Development Kit (JDK) เวอร์ชนั 1.6 
 โปรแกรม Eclipse SDK เวอร์ชนั 3.6.1 












ภาษาจาวาอย่างไม่ถูกต้อง (Class cast exception)  
ในหัวขอ้น้ีจะแสดงตวัอย่างความผิดพลาดประเภทท่ีเกิดจากการแปลงวตัถุของภาษาจาวา
อยา่งไม่ถูกตอ้ง โดยรายละเอียดของการเกิดความผดิพลาดท่ีน ามาทดสอบมีดงัน้ี 
1. การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 










public class testCase1_inMain { 
 public static Object x = new Integer(3); 
 public static void main(String args[]){ 




public class testCase1_inMethod { 
 public static Object x =new Integer(3); 
 public static void main(String args[]){ 
  testMethod(); 
 } 
 public static void testMethod(){ 
  String c = (String)x; 
 } 
} 
รูปท่ี 4.1 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการแปลงวตัถุของภาษา 
จาวาอยา่งไม่ถูกตอ้งภายในเมทอ็ด main 


























public class testCase1_1subMethod { 
 public static Object x =new Integer(3); 
 public static void main(String args[]){ 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 




public class testCase1_2subMethod { 
 public static Object x =new Integer(3); 
 public static void main(String args[]){ 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  subMethod2(); 
 } 
 public static void subMethod2(){ 
  String c = (String)x; 
 } 
} 
รูปท่ี 4.3 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการแปลงวตัถุของภาษา 
จาวาอยา่งไม่ถูกตอ้งจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
รูปท่ี 4.4 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการแปลงวตัถุของภาษา 











2. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 











public class testCase2_inMethod { 
  
 public static void main(String args[]){ 
     testMethod(); 
 } 
 public static void testMethod(){ 
  Object x =new Integer(3); 





public class testCase2_inMain { 
  
 public static void main(String args[]){ 
     Object x =new Integer(3); 




รูปท่ี 4.5 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการแปลงวตัถุของภาษาจาวา
อยา่งไม่ถูกตอ้งภายในเมทอ็ด main 
























public class testCase2_1subMethod { 
  
 public static void main(String args[]){ 
     testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  Object x =new Integer(3); 




public class testCase2_2subMethod { 
  
 public static void main(String args[]){ 
     testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  subMethod2(); 
 } 
 public static void subMethod2(){ 
  Object x =new Integer(3); 
  String c = (String)x; 
 } 
} 
รูปท่ี 4.7 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการแปลงวตัถุของภาษา 
จาวาอยา่งไม่ถูกตอ้งจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
รูปท่ี 4.8 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการแปลงวตัถุของภาษาจาวา











3. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 












public class testCase3_inMethodByval { 
  
 public static void main(String args[]){ 
  Object x =new Integer(3); 
     testMethod(x); 
 } 
 public static void testMethod(Object x){ 




public class testCase3_1subMethodByval { 
  
 public static void main(String args[]){ 
  Object x =new Integer(3); 
     testMethod(x); 
 } 
 public static void testMethod(Object x){ 
  subMethod1(x); 
 } 
 public static void subMethod1(Object x){ 
  String c = (String)x; 
 } 
} 
รูปท่ี 4.9 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการแปลงวตัถุของภาษา 
จาวาอยา่งไม่ถูกตอ้งภายในเมทอ็ดอ่ืนท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
รูปท่ี 4.10 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการแปลงวตัถุของภาษา 




















วตัถุของภาษาจาวาอยา่งไม่ถูกตอ้ง โดยแสดงผลลพัธ์แบ่งตามกรณีทดสอบในหวัขอ้ท่ี 4.2  ซ่ึงกรณี
ทดสอบทั้งหมดท่ีน ามาทดสอบผูว้ิจยัทราบก่อนล่วงหน้าว่าจะเกิดความผิดพลาดข้ึนจ านวนก่ีจุด 
และจากรูปตวัอยา่งกรณีทดสอบท่ีแสดงในหวัขอ้ท่ี 4.2 ถูกน าเสนอในลกัษณะซอสโคด้ แต่เม่ือจะ
น าไปทดสอบกับเคร่ืองมือตวัอย่างซอสโค้ดเหล่าน้ีจะถูกแปลงให้อยู่ในรูปแบบของไบต์โค้ด




public class testCase3_2subMethodByval { 
  
 public static void main(String args[]){ 
  Object x =new Integer(3); 
     testMethod(x); 
 } 
 public static void testMethod(Object x){ 
  subMethod1(x); 
 } 
 public static void subMethod1(Object x){ 
  subMethod2(x); 
 } 
 public static void subMethod2(Object x){ 
  String c = (String)x; 
 } 
} 
รูปท่ี 4.11 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการแปลงวตัถุของภาษา 













กรณีทดสอบทีเ่กดิความผดิพลาดขึน้ *A * B * C * D 
1. การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
ภายในเมทอ็ด main 1 1 0 1 
ภายในเมทอ็ดอ่ืนท่ีเรียกใชโ้ดยเมทอ็ด main 1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
2. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
ภายในเมทอ็ด main 1 1 0 1 
ภายในเมทอ็ดอ่ืนท่ีเรียกใชโ้ดยเมทอ็ด main 1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
3. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
ภายในเมทอ็ดอ่ืนท่ีเรียกใชโ้ดยเมทอ็ด main 1 0 1 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 1 0 1 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 1 0 1 1 
รวม 11 8 3 11 
 
* A คือ จ านวนผลลพัธ์ท่ีไดจ้ากเคร่ืองมือตวัอยา่ง 
* B คือ จ านวนผลลพัธ์ท่ีถูกตอ้ง 
* C คือ จ านวนผลลพัธ์ท่ีไม่ถูกตอ้ง 













ในหัวข้อน้ี ผูว้ิจ ัยได้น าเอากรณีทดสอบจ านวน 11 กรณีมาใช้เป็นข้อมูลน าเข้าให้แก่เคร่ืองมือ








 แผนภูมิท่ีแสดงในรูปท่ี 4.12 อธิบายถึงจ านวนความผิดพลาดประเภทท่ีเกิดจากการแปลง
วตัถุของภาษาจาวาอยา่งไม่ถูกตอ้งท่ีเกิดข้ึนจริงในกรณีทดสอบ กบัการแสดงผลลพัธ์ท่ีไดจ้ากจาก
เคร่ืองมือตวัอยา่ง ซ่ึงในท่ีน้ีมีความผิดพลาดท่ีเกิดข้ึนจริงในกรณีทดสอบจ านวน 11 กรณี และเม่ือ
ทดสอบกรณีทดสอบกบัเคร่ืองมือตวัอย่าง เคร่ืองมือได้แสดงผลรายงานความผิดพลาดออกมา
จ านวน 11 กรณี โดยในผลลพัธ์ท่ีแสดงสามารถแบ่งผลลพัธ์ออกเป็น 3 ประเภทคือ คือ รายงาน
ผลลพัธ์ท่ีถูกตอ้ง รายงานผลลพัธ์ท่ีไม่ถูกตอ้ง และความผิดพลาดท่ีตรวจไม่พบ ซ่ึงสัดส่วนของ

































ทดสอบ โดยสามารถแบ่งผลลพัธ์ไดเ้ป็นการรายงานผลความผิดพลาดท่ีถูกตอ้ง 8 กรณี การรายงาน
ผลท่ีไม่ถูกตอ้งจ านวน 3 กรณี และในการทดสอบน้ีเคร่ืองมือตวัอย่างได้แสดงรายงานผลความ
ผิดพลาดในทุกกรณีทดสอบ (ไม่มีกรณีทดสอบท่ีไม่คน้พบความผิดพลาด) เพียงแต่ในผลลพัธ์ท่ี


























เกนิขอบเขตทีก่ าหนด (Array index out of bound exception) 
 
ในหวัขอ้น้ีจะแสดงตวัอยา่งความผดิพลาดประเภทท่ีเกิดจากการเรียกใชอ้าร์เรยเ์กินขอบเขต
ท่ีก าหนด โดยรายละเอียดของการเกิดความผิดพลาดท่ีน ามาทดสอบมีดงัน้ี  
 
1. การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 










public class testCase1_SampleinMain { 
 public static int[] var = new int[5]; 
 public static void main(String[] args) { 





public class testCase1_SampleinMethod { 
 public static int[] var = new int[5]; 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 




รูปท่ี 4.14 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน
ขอบเขตท่ีก าหนดของภาษาจาวาในเมทอ็ด main โดยใชต้วัแปรระดบัคลาส 
รูปท่ี 4.15 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน























public class testCase1_Sample1subMethod { 
 public static int[] var = new int[5]; 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 




public class testCase1_Sample2subMethod { 
 public static int[] var = new int[5]; 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  subMethod2(); 
 } 
 public static void subMethod2(){ 
  System.out.println(var[5]); 
 } 
} 
รูปท่ี 4.16 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน
ขอบเขตท่ีก าหนดของภาษาจาวาจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซ้อนจ านวน
1 คร้ัง 
รูปท่ี 4.17 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน












2. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 





 เกดิความผดิพลาดขึน้ภายในเมทอ็ด main โดยการเรียกใช้อาร์เรย์ผ่านตัวแปรภายในลูป for 




public class testCase2_SampleinMain { 
 public static void main(String args[]) { 
  int[] arry = new int[5]; 




public class testCase2_inMain_for { 
 public static void main(String args[]) { 
  int[] arry = new int[5]; 
  for (int i = 0; i <= 5; i++) { 
   System.out.println(arry[i]); 
  } 
 } 
} 
รูปท่ี 4.18 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใชอ้าร์เรยเ์กิน
ขอบเขตท่ีก าหนดของภาษาจาวาในเมทอ็ด main โดยใชต้วัแปรภายใน 
รูปท่ี 4.19 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน











 เกดิความผดิพลาดขึน้ภายในเมทอ็ด main โดยการเรียกใช้อาร์เรย์ผ่านตัวแปรภายในลูป for 










public class testCase2_inMain_for { 
 public static void main(String args[]) { 
  int[] arry = new int[5]; 
  for (int i = 0; i <= 5; i++) { 
   System.out.println(arry[i]); 




public class testCase2_SampleinMethod { 
 public static void main(String args[]) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  int[] arry = new int[5]; 
  System.out.println(arry[5]); 
 } 
} 
รูปท่ี 4.20 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใชอ้าร์เรยเ์กิน
ขอบเขตท่ีก าหนดของภาษาจาวาในเมทอ็ด main โดยใชต้วัแปรภายในเมทอ็ด 
รูปท่ี 4.21 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใชอ้าร์เรยเ์กิน











 เกดิความผดิพลาดขึน้ในเมท็อดอืน่ทีถู่กเรียกใช้โดยเมทอ็ด main โดยการเรียกใช้อาร์เรย์ผ่าน






 เกดิความผดิพลาดขึน้ในเมท็อดอืน่ทีถู่กเรียกใช้โดยเมทอ็ด main โดยการเรียกใช้อาร์เรย์ผ่าน





public class testCase2_inMethod_for { 
 public static void main(String args[]) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  int[] arry = new int[5]; 
  for (int i = 0; i <= 5; i++) { 
   System.out.println(arry[i]); 




public class testCase2_inMethodByCon_for { 
 public static void main(String args[]) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  int round = 5; 
  int[] arry = new int[5]; 
  for (int i = 0; i <= round; i++) { 
   System.out.println(arry[i]); 
  } 
 }} 
รูปท่ี 4.22 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน
ขอบเขตท่ีก าหนดของภาษาจาวาในเมท็อดอ่ืนท่ีมีการเรียกใชโ้ดยเมท็อด main โดยใช้
ตวัแปรภายในลูป for อยา่งง่าย  
รูปท่ี 4.23 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน

























public class testCase2_Sample1subMethod { 
 public static void main(String args[]) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  int[] arry = new int[5]; 




public class testCase2_Sample2subMethod { 
 public static void main(String args[]) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  subMethod2(); 
 } 
 public static void subMethod2(){ 
  int[] arry = new int[5]; 




รูปท่ี 4.24 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน
ขอบเขตท่ีก าหนดของภาษาจาวาจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 
1 คร้ัง  
รูปท่ี 4.25 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน












 เกดิความผดิพลาดขึน้จากเมทอ็ด main มีการเรียกเมทอ็ดย่อยซ้อนจ านวน 1 คร้ัง โดยใช้ตัว







 เกดิความผดิพลาดขึน้จากเมทอ็ด main มีการเรียกเมทอ็ดย่อยซ้อนจ านวน 2 คร้ัง โดยใช้ตัว





public class testCase2_1subMethod_for { 
 public static void main(String args[]) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  int[] arry = new int[5]; 
  for (int i = 0; i <= 5; i++) { 
   System.out.println(arry[i]); 
  }}} 
 
public class testCase2_2subMethod_for { 
 public static void main(String args[]) { 
  testMethod();} 
 public static void testMethod(){ 
  subMethod1();} 
 public static void subMethod1(){ 
  subMethod2();} 
 public static void subMethod2(){ 
  int[] arry = new int[5]; 
  for (int i = 0; i <= 5; i++) { 
   System.out.println(arry[i]); 
  }}} 
รูปท่ี 4.26 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน
ขอบเขตท่ีก าหนดของภาษาจาวาจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซ้อนจ านวน 1 
คร้ัง ซ่ึงเกิดความผดิพลาดภายในลูปท่ีมีการก าหนดจ านวนรอบการท างานอยา่งชดัเจน 
รูปท่ี 4.27 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใชอ้าร์เรยเ์กิน
ขอบเขตท่ีก าหนดของจากเมท็อด main ท่ีมีการเรียกเมท็อดย่อยซ้อนจ านวน 2  คร้ัง 











 เกดิความผดิพลาดขึน้จากเมทอ็ด main ทีม่ีการเรียกเมทอ็ดย่อยซ้อนจ านวน 1 คร้ัง โดยใช้








 เกดิความผดิพลาดขึน้จากเมทอ็ด main ทีม่ีการเรียกเมทอ็ดย่อยซ้อนจ านวน 2 คร้ัง โดยใช้






public class testCase2_1subMethodByCon_for { 
 public static void main(String args[]) { 
  testMethod();} 
 public static void testMethod(){ 
  subMethod1();} 
 public static void subMethod1(){ 
  int round = 5; 
  int[] arry = new int[5]; 
  for (int i = 0; i <= round; i++) { 
   System.out.println(arry[i]); 
  }}} 
 
public class testCase2_2subMethodByCon_for { 
 public static void main(String args[]) { 
  testMethod();} 
 public static void testMethod(){ 
  subMethod1();} 
 public static void subMethod1(){ 
  subMethod2();} 
 public static void subMethod2(){ 
  int round = 5; 
  int[] arry = new int[5]; 
  for (int i = 0; i <= round; i++) { 
   System.out.println(arry[i]); 
  }}} 
รูปท่ี 4.28 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน
ขอบเขตท่ีก าหนดจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง ซ่ึงเกิด
ความผดิพลาดภายในลูปท่ีมีการก าหนดจ านวนรอบการท างานจากตวัแปรภายใน 
รูปท่ี 4.29 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทท่ีเกิดจากการเรียกใช้อาร์เรยเ์กิน
ขอบเขตท่ีก าหนดของจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 2 คร้ัง ซ่ึง











3. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 





 เกดิความผดิพลาดภายในเมทอ็ดอืน่ที่เรียกใช้โดยเมทอ็ด main ทีม่ีการเรียกเมทอ็ดย่อยซ้อน





public class testCase3_SampleinMethod { 
 public static void main(String args[]) { 
  int[] var = new int[5]; 
  testMethod(var); 
 } 
 public static void testMethod(int[] var){ 




public class testCase3_Sample1subMethod { 
 public static void main(String args[]) { 
  int[] var = new int[5]; 
  testMethod(var); 
 } 
 public static void testMethod(int[] var){ 
  subMethod1(var); 
 } 
 public static void subMethod1(int[] var){ 
  System.out.println(var[5]); 
 } 
} 
รูปท่ี 4.30 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการแปลงวตัถุของภาษา 
จาวาอยา่งไม่ถูกตอ้งภายในเมทอ็ดอ่ืนท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
รูปท่ี 4.31 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการแปลงวตัถุของภาษาจาวา
อยา่งไม่ถูกตอ้งภายในเมท็อดอ่ืนท่ีถูกเรียกใชโ้ดยเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ย











 เกดิความผดิพลาดภายในเมทอ็ดอืน่ที่เรียกใช้โดยเมทอ็ด main ทีม่ีการเรียกเมทอ็ดย่อยซ้อน









อาร์เรย์เกินขอบเขตท่ีก าหนด โดยแสดงผลลัพธ์แบ่งตามกรณีทดสอบในหัวข้อท่ี 4.3  ซ่ึงกรณี
ทดสอบทั้งหมดท่ีน ามาทดสอบผูว้ิจยัทราบก่อนล่วงหน้าว่าจะเกิดความผิดพลาดข้ึนจ านวนก่ีจุด 
และจากรูปตวัอยา่งกรณีทดสอบท่ีแสดงในหวัขอ้ท่ี 4.3 ถูกน าเสนอในลกัษณะซอสโคด้ แต่เม่ือจะ
น าไปทดสอบกับเคร่ืองมือตวัอย่างซอสโค้ดเหล่าน้ีจะถูกแปลงให้อยู่ในรูปแบบของไบต์โค้ด




public class testCase3_Sample2subMethod { 
 public static void main(String args[]) { 
  int[] var = new int[5]; 
  testMethod(var); 
 } 
 public static void testMethod(int[] var){ 
  subMethod1(var); 
 } 
 public static void subMethod1(int[] var){ 
  subMethod2(var); 
 } 
 public static void subMethod2(int[] var){ 
  System.out.println(var[5]); 
 } 
} 
รูปท่ี 4.32 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการแปลงวตัถุของภาษา 
จาวาอย่างไม่ถูกตอ้งภายในเมท็อดอ่ืนท่ีถูกเรียกใช้โดยเมท็อด main ท่ีมีการเรียก 













กรณีทดสอบทีเ่กดิความผดิพลาดขึน้ *A * B * C * D 
1. การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
ภายในเมทอ็ด main 1 1 0 1 
ภายในเมทอ็ด main โดยการเรียกใชอ้าร์เรยอ์ยา่งง่าย 1 1 0 1 
ภายในเมทอ็ดอ่ืนท่ีเรียกใชโ้ดยเมทอ็ด main 1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
2. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
ภายในเมทอ็ด main โดยการเรียกใชอ้าร์เรยอ์ยา่งง่าย 1 1 0 1 
ภายในเมทอ็ด main โดยการเรียกใชอ้าร์เรยผ์า่นตวัแปรภายในลูป for 
ท่ีมีการก าหนดจ านวนรอบการท างานอยา่งชดัเจน 
1 1 0 1 
ภายในเมทอ็ด main โดยการเรียกใชอ้าร์เรยผ์า่นตวัแปรภายในลูป for 
ท่ีมีการก าหนดจ านวนรอบการท างานจากตวัแปรภายในเมทอ็ด 
1 1 0 1 
ภายเกิดความผดิพลาดข้ึนในเมทอ็ดอ่ืนท่ีถูกเรียกใชโ้ดยเมทอ็ด main 1 1 0 1 
เมทอ็ดอ่ืนท่ีถูกเรียกใชโ้ดยเมทอ็ด main โดยการเรียกใชอ้าร์เรยผ์า่น
ตวัแปรในลูป for ท่ีมีการก าหนดจ านวนรอบการท างานอยา่งชดัเจน 
1 1 0 1 
เมทอ็ดอ่ืนท่ีถูกเรียกใชโ้ดยเมทอ็ด main โดยการใชอ้าร์เรยผ์า่นตวั
แปรภายในลูป for ท่ีมีการก าหนดรอบท างานจากตวัแปรในเมทอ็ด 
1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง โดยใชต้วัแปร
จากลูป for ท่ีมีการก าหนดจ านวนรอบการท างานอยา่งชดัเจน 
1 1 0 1 
เมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง โดยใชต้วัแปร
จากลูป for ท่ีมีการก าหนดจ านวนรอบการท างานอยา่งชดัเจน 
1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง โดยใชต้วั
แปรจากลูป for ท่ีมีการก าหนดรอบการท างานจากตวัแปรภายใน 














ขอบเขตท่ีก าหนดในภาษาจาวา (ต่อ) 
กรณีทดสอบทีเ่กดิความผดิพลาดขึน้ *A * B * C * D 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง โดยใชต้วั
แปรจากลูป for ท่ีมีการก าหนดรอบการท างานจากตวัแปรภายใน 
1 1 0 1 
3. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
ความผดิพลาดภายในเมท็อดอ่ืนท่ีเรียกใชโ้ดยเมท็อด main 0 0 0 1 
ความผดิพลาดภายในเมท็อดอ่ืนท่ีเรียกใชโ้ดยเมท็อด main ท่ีมีการ
เรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
0 0 0 1 
ความผดิพลาดภายในเมท็อดอ่ืนท่ีเรียกใชโ้ดยเมท็อด main ท่ีมีการ
เรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
0 0 0 1 
รวม 16 16 0 19 
 
* A คือ จ านวนผลลพัธ์ท่ีไดจ้ากเคร่ืองมือตวัอยา่ง 
* B คือ จ านวนผลลพัธ์ท่ีถูกตอ้ง 
* C คือ จ านวนผลลพัธ์ท่ีไม่ถูกตอ้ง 













จาวาในหวัขอ้น้ี ผูว้ิจยัไดน้ าเอากรณีทดสอบจ านวน 19 กรณีมาใชเ้ป็นขอ้มูลน าเขา้ให้แก่เคร่ืองมือ








 แผนภูมิท่ีแสดงในรูปท่ี 4.33 อธิบายถึงจ านวนความผิดพลาดประเภทท่ีเกิดการเรียกใช้
อาร์เรยเ์กินขอบเขตท่ีก าหนดในภาษาจาวาท่ีเกิดข้ึนจริงในกรณีทดสอบ กบัการแสดงผลลพัธ์ท่ีได้
จากจากเคร่ืองมือตวัอย่าง ซ่ึงในท่ีน้ีมีความผิดพลาดท่ีเกิดข้ึนจริงในกรณีทดสอบจ านวน 19 กรณี 
และเม่ือทดสอบกรณีทดสอบกบัเคร่ืองมือตวัอย่าง เคร่ืองมือได้แสดงผลรายงานความผิดพลาด
ออกมาจ านวน 16 กรณี โดยในผลลพัธ์ท่ีแสดงสามารถแบ่งผลลพัธ์ออกเป็น 3 ประเภทคือ คือ 
รายงานผลลพัธ์ท่ีถูกตอ้ง รายงานผลลพัธ์ท่ีไม่ถูกตอ้ง และความผิดพลาดท่ีตรวจไม่พบ ซ่ึงสัดส่วน































ทดสอบ ซ่ึงสามารถแบ่งผลลพัธ์ไดเ้ป็นการรายงานผลความผิดพลาดท่ีถูกตอ้ง 16 กรณี โดยในการ
ทดสอบคร้ังน้ีมีกรณีมีกรณีทดสอบจ านวน 3 กรณีท่ีเคร่ืองมือตวัอย่างไม่สามารถตรวจหาความ
























ด้วยศูนย์ (Arithmetic : Divided by zero exception) 
 
 ในหัวขอ้น้ีจะแสดงตวัอย่างความผิดพลาดประเภทท่ีเกิดจากการหารดว้ยศูนย ์โดยราย- 
ละเอียดของการเกิดความผดิพลาดท่ีน ามาทดสอบมีดงัน้ี 
 
1. การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 











public class testCase1_SampleinMain { 
 public static int var = 5; 
 public static void main(String[] args) { 





public class testCase1_SampleinMain2 { 
 public static int var = 5; 
 public static int num = 0; 
 public static void main(String[] args) { 




รูปท่ี 4.35 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด  
main โดยความผดิพลาดท่ีเกิดข้ึนสามารถสังเกตไดง่้าย 
รูปท่ี 4.36 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด  























public class testCase1_inMainFor { 
 public static int var = 5; 
 public static void main(String[] args) { 
  for(int i=0;i<5;i++){ 
   System.out.println(var/i); 




public class testCase1_inMainForDec { 
 public static int var = 5; 
 public static void main(String[] args) { 
  for(int i=5;i>=0;i--){ 
   System.out.println(var/i); 
  } 
 } 
} 
รูปท่ี 4.37 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด 
main โดยตวัแปรท่ีน ามาเป็นตวัหารมีการเพิ่มค่าภายในลูป for 
รูปท่ี 4.38 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด 






















public class testCase1_SampleinMethod { 
 public static int var = 5; 
 public static int num = 0; 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 




public class testCase1_inMethodFor { 
 public static int var = 5; 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  for(int i=0;i<5;i++){ 
   System.out.println(var/i); 
  } 
 } 
} 
รูปท่ี 4.39 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด
ท่ีถูกเรียกใชจ้ากเมทอ็ด main โดยตวัแปรท่ีเป็นตวัหารมีค่าเป็นศูนย ์  
รูปท่ี 4.40 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด





















public class testCase1_inMethodForDec { 
 public static int var = 5; 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  for(int i=5;i>=0;i--){ 
   System.out.println(var/i); 
  } 
 } 
} 
public class testCase1_1SubMethod { 
 public static int var = 5; 
 public static int num = 0; 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 




รูปท่ี 4.41 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด
ท่ีถูกเรียกใชจ้ากเมทอ็ด main โดยตวัแปรท่ีเป็นตวัหารมีการลดค่าในลูป for 
รูปท่ี 4.42 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด






















public class testCase1_1SubMethodFor { 
 public static int var = 5; 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  for(int i=0;i<5;i++){ 
   System.out.println(var/i); 
  } 
 }} 
public class testCase1_1SubMethodForDec { 
 public static int var = 5; 
 public static void main(String[] args) { 
  testMethod();} 
 public static void testMethod(){ 
  subMethod1();} 
 public static void subMethod1(){ 
  for(int i=5;i>=0;i--){ 
   System.out.println(var/i); 
  }}} 
รูปท่ี 4.43 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด
ยอ่ยท่ีถูกเรียกใช้จากเมท็อด main ซ้อนจ านวน 1 คร้ังโดยท่ีตวัแปรท่ีเป็นตวัหารมีการ
เพิ่มค่าภายในลูป for 
รูปท่ี 4.44 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด

















2. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
 เกดิความผดิพลาดอย่างง่ายขึน้ภายในเมทอ็ด main 
 
  
public class testCase1_2SubMethod { 
 public static int var = 5; 
 public static int num = 0; 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  subMethod2(); 
 } 
 public static void subMethod2(){ 





public class testCase2_SampleinMain { 
 public static void main(String[] args) { 
  int var = 5; 
  System.out.println(var/0); 
 } 
} 
รูปท่ี 4.45 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด
ยอ่ยท่ีถูกเรียกใชจ้ากเมทอ็ด main ซอ้นจ านวน 2 คร้ัง 






















public class testCase2_SampleinMain2 { 
 public static void main(String[] args) { 
  int var = 5; 
  int num = 0; 




public class testCase2_inMainFor { 
 public static void main(String[] args) { 
  int var = 5; 
  for(int i=0;i<5;i++){ 
   System.out.println(var/i); 
  } 
 } 
} 
รูปท่ี 4.47 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด  
main โดยตวัแปรท่ีน ามาเป็นตวัหารมีค่าเป็นศูนย ์
รูปท่ี 4.48 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์น 






















public class testCase2_inMainForDec { 
 public static void main(String[] args) { 
  for(int i=5;i>=0;i--){ 
   int var = 5; 
   System.out.println(var/i); 




public class testCase2_SampleinMethod { 
  
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  int var = 5; 
  int num = 0; 




รูปท่ี 4.49 ตวัอย่างซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์น 
เมทอ็ด main โดยตวัแปรท่ีน ามาเป็นตวัหารมีการลดค่าภายในลูป for 
รูปท่ี 4.50 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อดท่ี
























public class testCase2_inMethodFor { 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  int var = 5; 
  for(int i=0;i<5;i++){ 
   System.out.println(var/i); 




public class testCase2_inMethodForDec { 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  int var = 5; 
  for(int i=5;i>=0;i--){ 
   System.out.println(var/i); 
  } 
 } 
} 
รูปท่ี 4.51 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด
ท่ีถูกเรียกใชจ้ากเมทอ็ด main โดยตวัแปรท่ีเป็นตวัหารมีการเพิ่มค่าในลูป for 
รูปท่ี 4.52 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด





















public class testCase2_1SubMethod { 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  int var = 5; 
  int num = 0; 




public class testCase2_1SubMethodFor { 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  int var = 5; 
  for(int i=0;i<5;i++){ 
   System.out.println(var/i); 
  }}} 
รูปท่ี 4.53 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด
ยอ่ยท่ีถูกเรียกใชจ้ากเมทอ็ด main ซอ้นจ านวน 1 คร้ัง 
รูปท่ี 4.54 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด






















public class testCase2_1SubMethodForDec { 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  int var = 5; 
  for(int i=5;i>=0;i--){ 
   System.out.println(var/i); 
  }}} 
public class testCase2_2SubMethod { 
 public static void main(String[] args) { 
  testMethod(); 
 } 
 public static void testMethod(){ 
  subMethod1(); 
 } 
 public static void subMethod1(){ 
  subMethod2(); 
 } 
 public static void subMethod2(){ 
  int var = 5; 
  int num = 0; 




รูปท่ี 4.55 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด            
ยอ่ยท่ีถูกเรียกใชจ้ากเมท็อด main ซ้อนจ านวน 1 คร้ังโดยท่ีตวัแปรท่ีเป็นตวัหารมีการ
ลดค่าภายในลูป for  
รูปท่ี 4.56 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด











3. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 










public class testCase3_SampleinMethod { 
  
 public static void main(String[] args) { 
  int var1 = 5; 
  int var2 = 0; 
  testMethod(var1,var2); 
 } 
 public static void testMethod(int var,int num){ 





public class testCase3_inMethodFor { 
 public static void main(String[] args) { 
  int var = 5; 
  testMethod(var); 
 } 
 public static void testMethod(int var){ 
  for(int i=0;i<5;i++){ 
   System.out.println(var/i); 
  } 
 } 
} 
รูปท่ี 4.57 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อดท่ี
ถูกเรียกใชจ้ากเมทอ็ด main โดยตวัแปรท่ีเป็นตวัหารมีค่าเป็นศูนย ์
รูปท่ี 4.58 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด 






















public class testCase3_inMethodForDec { 
 public static void main(String[] args) { 
  int var = 5; 
  testMethod(var); 
 } 
 public static void testMethod(int var){ 
  for(int i=5;i>=0;i--){ 
   System.out.println(var/i); 
  } 
 } 
} 
public class testCase3_1SubMethod { 
 public static void main(String[] args) { 
  int var1 = 5; 
  int var2 = 0; 
  testMethod(var1,var2); 
 } 
 public static void testMethod(int var1,int var2){ 
  subMethod1(var1,var2); 
 } 
 public static void subMethod1(int var,int num){ 
  System.out.println(var/num); 
 } 
} 
รูปท่ี 4.59 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด
ท่ีถูกเรียกใชจ้ากเมทอ็ด main โดยตวัแปรท่ีเป็นตวัหารมีการลดค่าในลูป for 
รูปท่ี 4.60 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด
























public class testCase3_1SubMethodFor { 
 public static void main(String[] args) { 
  int var = 5; 
  testMethod(var); 
 } 
 public static void testMethod(int var){ 
  subMethod1(var); 
 } 
 public static void subMethod1(int var){ 
  for(int i=0;i<5;i++){ 
   System.out.println(var/i); 
  }}} 
public class testCase3_1SubMethodForDec { 
 public static void main(String[] args) { 
  int var = 5; 
  testMethod(var);} 
 public static void testMethod(int var){ 
  subMethod1(var);} 
 public static void subMethod1(int var){ 
  for(int i=5;i>=0;i--){ 
   System.out.println(var/i); 
  }}} 
รูปท่ี 4.61 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด
ยอ่ยท่ีถูกเรียกใช้จากเมท็อด main ซ้อนจ านวน 1 คร้ังโดยท่ีตวัแปรท่ีเป็นตวัหารมีการ
เพิ่มค่าภายในลูป for 
รูปท่ี 4.62 ตวัอยา่งซอสโคด้ท่ีท าให้เกิดความผิดพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด



















ศูนย์ โดยแสดงผลลัพธ์แบ่งตามกรณีทดสอบในหัวข้อท่ี 4.4  ซ่ึงกรณีทดสอบทั้ งหมดท่ีน ามา
ทดสอบผูว้ิจยัทราบก่อนล่วงหนา้ว่าจะเกิดความผิดพลาดข้ึนจ านวนก่ีจุด และจากรูปตวัอยา่งกรณี
ทดสอบท่ีแสดงในหัวข้อท่ี 4.4 ถูกน าเสนอในลักษณะซอสโค้ด แต่เม่ือจะน าไปทดสอบกับ
เคร่ืองมือตวัอยา่งซอสโคด้เหล่าน้ีจะถูกแปลงใหอ้ยูใ่นรูปแบบของไบตโ์คด้เสียก่อน เพื่อให้สามารถ
ใช้เป็นขอ้มูลน าเขา้ของเคร่ืองมือตวัอยา่งได ้โดยผลลพัธ์การทดสอบสามารถแสดงไดด้งัตารางท่ี 
4.3 
  
public class testCase3_2SubMethod { 
 public static void main(String[] args) { 
  int var = 5; 
  int num = 0; 
  testMethod(var,num); 
 } 
 public static void testMethod(int var,int num){ 
  subMethod1(var,num); 
 } 
 public static void subMethod1(int var,int num){ 
  subMethod2(var,num); 
 } 
 public static void subMethod2(int var,int num){ 




รูปท่ี 4.63 ตวัอยา่งซอสโคด้ท่ีท าใหเ้กิดความผดิพลาดประเภทเกิดจากการหารดว้ยศูนยใ์นเมท็อด











ตารางท่ี 4.3 ตารางแสดงผลการทดสอบคน้หาความผิดพลาดประเภทท่ีเกิดจากการหารดว้ยศูนย ์
กรณีทดสอบทีเ่กดิความผดิพลาดขึน้ *A * B * C * D 
1. การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
ความผดิพลาดอยา่งง่ายท่ีเกิดข้ึนภายในเมทอ็ด main 1 1 0 1 
ภายในเมทอ็ด main เน่ืองจากตวัแปรท่ีเป็นตวัหารมีค่าเป็นศูนย ์ 1 1 0 1 
ภายในเมทอ็ด main โดยตวัแปรท่ีเป็นตวัหารมีการเพิ่มค่าจากลูป for 1 1 0 1 
ภายในเมทอ็ด main โดยตวัแปรท่ีเป็นตวัหารมีการลดค่าจากลูป for 0 0 0 1 
ความผดิพลาดอยา่งง่ายภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main 1 1 0 1 
ภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main และตวัแปรท่ีเป็นตวัหาร
มีการเพิ่มค่าจากลูป for 
1 1 0 1 
ภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main และตวัแปรท่ีเป็นตวัหาร
มีการลดค่าจากลูป for 
0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง และตวัแปรท่ี
เป็นตวัหารมีการเพิ่มค่าจากการวนรอบ 
1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง และตวัแปรท่ี
เป็นตวัหารมีการลดค่าจากการวนรอบ 
0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
2. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
ความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ด main 1 1 0 1 
ภายในเมทอ็ด main เน่ืองจากตวัแปรท่ีเป็นตวัหารมีค่าเป็นศูนย ์ 1 1 0 1 
ภายในเมทอ็ด main โดยตวัแปรท่ีเป็นตวัหารมีการเพิ่มค่าจากลูป for 1 1 0 1 
เกิดความผดิพลาดข้ึนภายในเมทอ็ด main โดยตวัแปรท่ีเป็นตวัหารมี
การลดค่าจากการวนรอบ 
0 0 0 1 
ความผดิพลาดอยา่งง่ายภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main 1 1 0 1 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ีเป็นตวัหารมีการ
เพิ่มค่าจากลูป for 















ตารางท่ี 4.3 ตารางแสดงผลการทดสอบคน้หาความผิดพลาดประเภทท่ีเกิดจากการหารดว้ยศูนย ์
(ต่อ) 
กรณีทดสอบทีเ่กดิความผดิพลาดขึน้ *A * B * C * D 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ีเป็นตวัหารมีการ
ลดค่าจากลูป for 
0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง และตวัแปรท่ี
เป็นตวัหารมีการเพิ่มค่าจากลูป for 
1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง และ ตวัแปร
ท่ีเป็นตวัหารมีการลดค่าจากลูป for 
0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
3. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
ความผดิพลาดอยา่งง่ายภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main 0 0 0 1 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ีเป็นตวัหารมีการ
เพิ่มค่าจากลูป for 
0 0 0 1 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ีเป็นตวัหารมีการ
ลดค่าจากลูป for 
0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง และตวัแปรท่ี
เป็นตวัหารมีการเพิ่มค่าจาการวนรอบ 
0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง และตวัแปรท่ี
เป็นตวัหารมีการลดค่าจาการวนรอบ 
0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 0 0 0 1 
รวม 16 16 0 29 
 
* A คือ จ านวนผลลพัธ์ท่ีไดจ้ากเคร่ืองมือตวัอยา่ง 
* B คือ จ านวนผลลพัธ์ท่ีถูกตอ้ง 
* C คือ จ านวนผลลพัธ์ท่ีไม่ถูกตอ้ง 














น าเอากรณีทดสอบจ านวน 29 กรณีมาใชเ้ป็นขอ้มูลน าเขา้ให้แก่เคร่ืองมือตวัอยา่งท่ีพฒันาข้ึน ซ่ึงผล








 แผนภูมิท่ีแสดงในรูปท่ี 4.64 อธิบายถึงจ านวนความผดิพลาดประเภทท่ีเกิดจากการหารดว้ย
ศูนยท่ี์เกิดข้ึนจริงในกรณีทดสอบ กบัการแสดงผลลพัธ์ท่ีไดจ้ากจากเคร่ืองมือตวัอย่าง ซ่ึงในท่ีน้ีมี
ความผิดพลาดท่ีเกิดข้ึนจริงในกรณีทดสอบจ านวน 29 กรณี และเม่ือทดสอบกรณีทดสอบกับ
เคร่ืองมือตวัอย่าง เคร่ืองมือได้แสดงผลรายงานความผิดพลาดออกมาจ านวน 16 กรณี โดยใน
ผลลพัธ์ท่ีแสดงสามารถแบ่งผลลพัธ์ออกเป็น 3 ประเภทคือ คือ รายงานผลลพัธ์ท่ีถูกตอ้ง รายงาน



































ทดสอบ ซ่ึงสามารถแบ่งผลลพัธ์ไดเ้ป็นการรายงานผลความผิดพลาดท่ีถูกตอ้ง 16 กรณี โดยในการ






























กรณีทดสอบทีเ่กดิความผดิพลาดขึน้ *A * B * C * D 
1. การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
ความผดิพลาดอยา่งง่ายภายในเมทอ็ด main 1 1 0 1 
ภายในเมทอ็ด main เน่ืองจากตวัแปรท่ีน ามาจดัรูปแบบมีค่าไม่ถูกตอ้ง 1 1 0 1 
ภายในเมทอ็ด main โดยตวัแปรท่ีน ามาจดัรูปแบบเป็นผลลพัธ์จาก
การต่อสตริง 
1 1 0 1 
ความผดิพลาดอยา่งง่ายภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main 1 1 0 1 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main และ ตวัแปรท่ีน ามาจดัรูปแบบ
เป็นผลลพัธ์จากการต่อสตริง 
1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง และ ตวัแปร
ท่ีน ามาจดัรูปแบบเป็นผลลพัธ์จากการต่อสตริง 
1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
2. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
ความผดิพลาดอยา่งง่ายภายในเมทอ็ด main 1 1 0 1 
ภายในเมทอ็ด main เน่ืองจากตวัแปรท่ีน ามาจดัรูปแบบมีค่าไม่ถูกตอ้ง 1 1 0 1 
ภายในเมทอ็ด main โดยตวัแปรท่ีน ามาจดัรูปแบบเป็นผลลพัธ์จาก
การต่อสตริง 
1 1 0 1 
ความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด 
main 
1 1 0 1 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ีน ามาจดัรูปแบบ
เป็นผลลพัธ์จากการต่อสตริง 
1 1 0 1 
















กรณีทดสอบทีเ่กดิความผดิพลาดขึน้ *A * B * C * D 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง และตวัแปรท่ี
น ามาจดัรูปแบบเป็นผลลพัธ์จากการต่อสตริง 
1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
3. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
ความผดิพลาดอยา่งง่ายภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main 0 0 0 1 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ีน ามาจดัรูปแบบ
เป็นผลลพัธ์จากการต่อสตริง 
0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง และตวัแปรท่ี
น ามาจดัรูปแบบเป็นผลลพัธ์จากการต่อสตริง 
0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 0 0 0 1 
รวม 16 16 0 21 
 
* A คือ จ านวนผลลพัธ์ท่ีไดจ้ากเคร่ืองมือตวัอยา่ง 
* B คือ จ านวนผลลพัธ์ท่ีถูกตอ้ง 
* C คือ จ านวนผลลพัธ์ท่ีไม่ถูกตอ้ง 













หวัขอ้น้ี ผูว้จิยัไดน้ าเอากรณีทดสอบจ านวน 21 กรณีมาใชเ้ป็นขอ้มูลน าเขา้ให้แก่เคร่ืองมือตวัอยา่งท่ี








 แผนภูมิท่ีแสดงในรูปท่ี 4.66 อธิบายถึงจ านวนความผิดพลาดประเภทท่ีเกิดจากการ
จดัรูปแบบตวัเลขท่ีไม่ถูกต้องท่ีเกิดข้ึนจริงในกรณีทดสอบ กับการแสดงผลลัพธ์ท่ีได้จากจาก
เคร่ืองมือตวัอยา่ง ซ่ึงในท่ีน้ีมีความผิดพลาดท่ีเกิดข้ึนจริงในกรณีทดสอบจ านวน 21 กรณี และเม่ือ
ทดสอบกรณีทดสอบกบัเคร่ืองมือตวัอย่าง เคร่ืองมือได้แสดงผลรายงานความผิดพลาดออกมา
จ านวน 16 กรณี โดยในผลลพัธ์ท่ีแสดงสามารถแบ่งผลลพัธ์ออกเป็น 3 ประเภทคือ คือ รายงาน
ผลลพัธ์ท่ีถูกตอ้ง รายงานผลลพัธ์ท่ีไม่ถูกตอ้ง และความผิดพลาดท่ีตรวจไม่พบ ซ่ึงสัดส่วนของ






























ทดสอบ ซ่ึงสามารถแบ่งผลลพัธ์ไดเ้ป็นการรายงานผลความผิดพลาดท่ีถูกตอ้ง 16 กรณี โดยในการ

























เกนิขอบเขตทีก่ าหนด (String index out of range) 
 
ตารางท่ี 4.5 ตารางแสดงผลการทดสอบคน้หาความผิดพลาดท่ีเกิดจากการใชง้านสตริงเกินขอบเขต
ท่ีก าหนด  
กรณีทดสอบทีเ่กดิความผดิพลาดขึน้ *A * B * C * D 
1. การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
ความผดิพลาดอยา่งง่ายภายในเมทอ็ด main 1 1 0 1 
ความผดิพลาดภายในเมท็อด main เน่ืองจากการตดัสตริงไม่ถูกตอ้ง 1 1 0 1 
ภายในเมทอ็ด main โดยเกิดความผดิพลาดข้ึนภายในลูป for 1 1 0 1 
ภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 1 1 0 1 
ภายในเมทอ็ดท่ีถูกเรียกโดยเมทอ็ด main และ ตดัสตริงภายในลูป for 1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
2. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
ความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ด main 1 1 0 1 
ภายในเมทอ็ด main เน่ืองจากการตดัสตริงไม่ถูกตอ้ง 1 1 0 1 
ภายในเมทอ็ด main จากการตดัสตริงภายในลูป for 1 1 0 1 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main 1 1 0 1 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main จากการตดัสตริงภายในลูป for 1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 1 1 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 1 1 0 1 
3. การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main 0 0 0 1 
เมทอ็ดท่ีถูกเรียกใชโ้ดยเมท็อด main จากการตดัสตริงภายในลูป for 0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 0 0 0 1 
เมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 0 0 0 1 















* A คือ จ านวนผลลพัธ์ท่ีไดจ้ากเคร่ืองมือตวัอยา่ง 
* B คือ จ านวนผลลพัธ์ท่ีถูกตอ้ง 
* C คือ จ านวนผลลพัธ์ท่ีไม่ถูกตอ้ง 
* D คือ จ านวนความผดิพลาดท่ีเกิดข้ึนจริง 
 
การทดสอบความผดิพลาดท่ีเกิดจากการใชง้านสตริงเกินขอบเขตท่ีก าหนดจาวาในหวัขอ้น้ี 
ผูว้ิจ ัยได้น าเอากรณีทดสอบจ านวน 18 กรณีมาใช้เป็นข้อมูลน าเข้าให้แก่เคร่ืองมือตัวอย่างท่ี








 แผนภูมิท่ีแสดงในรูปท่ี 4.68 อธิบายถึงจ านวนความผดิพลาดท่ีเกิดจากการใชง้านสตริงเกิน
ขอบเขตท่ีก าหนดท่ีเกิดข้ึนจริงในกรณีทดสอบ กบัการแสดงผลลพัธ์ท่ีไดจ้ากจากเคร่ืองมือตวัอยา่ง 
ซ่ึงในท่ีน้ีมีความผิดพลาดท่ีเกิดข้ึนจริงในกรณีทดสอบจ านวน 18 กรณี และเม่ือทดสอบกรณี
ทดสอบกบัเคร่ืองมือตวัอย่าง เคร่ืองมือไดแ้สดงผลรายงานความผิดพลาดออกมาจ านวน 14 กรณี 































ทดสอบ ซ่ึงสามารถแบ่งผลลพัธ์ไดเ้ป็นการรายงานผลความผิดพลาดท่ีถูกตอ้ง 14 กรณี โดยในการ
ทดสอบคร้ังน้ีมีกรณีมีกรณีทดสอบจ านวน 4 กรณีท่ีเคร่ืองมือตวัอย่างไม่สามารถตรวจหาความ






















4.7 สรุปผลการทดสอบเคร่ืองมอืตัวอย่างด้วยกรณทีดสอบ (Test case) 
ผลการทดสอบเคร่ืองมือตวัอยา่งกบัความผดิพลาดทั้ง 5 ประเภทมีผลลพัธ์ดงัต่อไปน้ี 
 











Class cast exception 11 8 73 
Array index out of bound exception 19 16 84 
Arithmetic : Divided by zero exception 29 16 55 
Number format exception 21 16 76 








เห็นไดช้ดัจากตารางท่ี 4.6 คือความผิดพลาดประเภทท่ีเกิดจากการหารดว้ย 0 (Arithmetic : Divided 
by zero exception) ซ่ึงมีความถูกตอ้งอยูท่ี่ประมาณร้อยละ 55 เท่านั้น อีกทั้งเม่ือไดศึ้กษาการท างาน
ของไบตโ์คด้และจากผลลพัธ์การทดลองท าใหผู้ว้จิยัทราบวา่เคร่ืองมือตวัอยา่งท่ีสร้างข้ึนไม่สามารถ
ตรวจสอบตวัแปรท่ีมีการเปล่ียนแปลงค่าขณะโปรแกรมประมวลผลไดเ้พียงแต่สามารถตรวจสอบ
ค่าคงท่ีท่ีมีการก าหนดไวต้อนเร่ิมท างานเท่านั้น นอกจากน้ีการคน้หาความผิดพลาดในภาษาจาวา
โดยใช้ไบต์โคด้นั้นมีข้อจ ากดัในเร่ืองของการท่ีไม่สามารถตรวจสอบตวัแปรท่ีมีการส่งผ่านค่า













จากแผนภูมิแท่ง ในรูปท่ี 4.70 สังเกตวา่จ านวนความผิดพลาดท่ีเคร่ืองมือตวัอยา่งตรวจพบ
จากความผิดพลาดประเภทท่ีเกิดข้ึนภายในเมท็อดอ่ืนๆท่ีมีการส่งผ่านตวัแปร มีค่าเท่ากบั 0 นั่น
หมายถึงวิธีการตรวจหาความผิดพลาดในภาษาจาวาโดยใช้วิธีการเปรียบเทียบรูปแบบไม่สามารถ
คน้หาความผิดพลาดไดใ้นกรณีท่ีความผิดพลาดเกิดข้ึนภายในเมท็อดท่ีมีการส่งผา่นค่าตวัแปรและ

















































บทที ่5  
สรุปผลการวจิยัและข้อเสนอแนะ 
 การใชไ้บต์โคด้เพื่อคน้หาความผิดพลาด (Exception) ของภาษาจาวาท าให้วิธีการทดสอบ
ซอฟต์แวร์ในภาษาจาวาสะดวกข้ึนเป็นอย่างมาก เน่ืองจากไม่จ  าเป็นท่ีต้องใช้ซอสโค้ดในการ
ทดสอบซ่ึงในบางกรณีซอฟต์แวร์ท่ีตอ้งการทดสอบอาจไม่เปิดเผยซอสโคด้ และถา้หากใช้วิธีการ
ทดสอบซอฟตแ์วร์แบบปรกติ (ใชซ้อสโคด้เป็นขอ้มูลน าเขา้ในการทดสอบ) ก็จะไม่สามารถกระท า
การทดสอบไดแ้ต่ถา้หากใชไ้บตโ์คด้เป็นขอ้มูลน าเขา้แลว้ก็จะช่วยแกไ้ขปัญหาน้ีได ้โดยในงานวิจยั
คร้ังน้ีไดพ้ฒันาเคร่ืองมือตวัอยา่งท่ีใชไ้บตโ์คด้ในการตรวจหาความผิดพลาดและน ามาทดสอบกบั
กรณีทดทอดของความผิดพลาดทั้ง 5 ประเภท (ดงัท่ีแสดงในบทท่ี 4) ซ่ึงเม่ือรวมแล้วจะได้การ
ทดสอบทั้งหมด 98 กรณีทดสอบ โดยเม่ือน าผลลพัธ์การทดสอบมาสรุปผลเพื่อหาขอ้ดี-ขอ้เสีย และ
ความถูกตอ้งแลว้ จะสามารถสรุปไดด้งัหวัขอ้ท่ี 5.1  
5.1 สรุปผลการวจิัย 











อ่ืนแลว้ต าแหน่งของหน่วยจดัเก็บขอ้มูลจ าลองจะเปล่ียนไป ซ่ึงหากใช้วิธีการเปรียบเทียบรูปแบบ










ถูกตอ้งหากน ามาเปรียบเทียบกัน ดังเช่นตวัอย่างในรูปท่ี 5.1 ในบรรทดัท่ี 6-7 เป็นการเรียกใช้ 
เมท็อด print โดยส่งค่าท่ีเก็บในหน่วยจดัเก็บขอ้มูลจ าลองต าแหน่งท่ี 1 เป็นพารามิเตอร์ของเมท็อด 
แต่ในเม่ือมีการโหลดค่าเพื่อแสดงผลในเมทอด print บรรทดัท่ี 11-12 จะมีการอา้งอิงถึงหน่วยเก็บ















1. ใช้ไบต์โค้ดเป็นข้อมูลน าเข้าในการทดสอบโปรแกรม จึงท าให้สามารถทดสอบ
โปรแกรมไดถึ้งแมไ้ม่มีซอสโคด้ของโปรแกรม 
1:  public class printEx { 
2: 
3:  public static main([Ljava/lang/String;)V 
4:     LDC "Suranaree" 
5:     ASTORE 1 
6:     ALOAD 1 
7:     INVOKESTATIC printEx.print(Ljava/lang/String;)V 
8:     RETURN 
9:  static print(Ljava/lang/String;)V 
10:    GETSTATIC java/lang/System.out : Ljava/io/PrintStream; 
11:    ALOAD 0 
12:    INVOKEVIRTUAL java/io/PrintStream.println(Ljava/lang/String;)V 
13:    RETURN 
14: } 
public class printEx { 
 
 public static void main(String[] args) { 
  String str = "Suranaree"; 
  print(str); 
 } 
 static void print(String str){ 
  System.out.println(str); 
 } 
} 










2. เป็นเคร่ืองมือท่ีเปิดเผยซอสโคด้ จึงท าให้ผูท่ี้น าไปใช้สามารถแกไ้ขปรับปรุงเคร่ืองมือ
ใหเ้หมาะสมกบังานท่ีจะน าไปใช ้หรือน าไปประยกุตใ์ชก้บังานดา้นอ่ืนๆได ้
3. เป็นเคร่ืองมือท่ีพฒันาดว้ยภาษาจาวาทั้งหมด ท าให้ผูท่ี้ศึกษาภาษาจาวาสามารถท าความ
เขา้ใจไดง่้าย 
4. สนบัสนุนการท างานทั้งบนชุดเคร่ืองมือพฒันาโปรแกรม (Software development kit) 
Eclipse และ Netbeans เน่ืองจากมีลกัษณะการท างานแบบคลงัโปรแกรม (Library) ซ่ึงต่างจาก
เคร่ืองมือบางตวัท่ีอาจสนบัสนุนการท างานบนชุดเคร่ืองมือพฒันาโปรแกรมเพียงบางตวั อาทิเช่น 
FindBugs ท่ีสนบัสนุนการท างานเฉพาะบนชุดเคร่ืองมือพฒันาโปรแกรม Eclipse เท่านั้น 
5. เปิดเผยลกัษณะของรูปแบบความผิดพลาด (Pattern) ท่ีใช้ในการคน้หาความผิดพลาด 
และอนุญาตให้ผูใ้ช้แก้ไขหรือเพิ่มรูปแบบได้ ซ่ึงส่วนมากเคร่ืองมือท่ีใช้ในการทดสอบความ
ผิดพลาดจะไม่อนุญาตให้ผูใ้ชแ้กไ้ขส่วนน้ี อาทิเช่น FindBugs ท่ีไม่มีการเปิดเผยรูปแบบการคน้หา
ความผดิพลาดแก่ผูใ้ช ้โดยหากผูใ้ชต้อ้งการเพิ่มความผิดพลาดใหม่ท่ีคน้พบจะตอ้งท าการแจง้ไปยงั
เวบ็ไซตข์อง FindBugs เพื่อใหที้มพฒันาท าการเพิ่มความผดิพลาดลงในเคร่ืองมือ 
ข้อเสีย 
1. ไม่สามารถคน้หาความผิดพลาดครอบคลุมทุกกรณีทดสอบท่ีน ามาทดสอบ เน่ืองจากยงั
มีขอ้จ ากดัของเคร่ืองมือตวัอยา่งท่ีพฒันาข้ึนซ่ึงขอ้จ ากดัท่ีพบไดอ้ธิบายไวใ้นหวัขอ้ท่ี 5.1.2 
2. ไม่มีส่วนต่อประสานกบัผูใ้ช ้(User interface) เน่ืองจากมีลกัษณะเป็นคลงัโปรแกรมจึง
ท าใหเ้ม่ือผูใ้ชต้อ้งการใชง้านจะตอ้งเขียนซอสโคด้อยา่งนอ้ย 4 บรรทดัเพื่อเรียกใชง้านเคร่ืองมือ 
3. เน่ืองจากมีการเปิดเผยรูปแบบความผิดพลาดและอนุญาตให้ผูใ้ชแ้กไ้ขหรือเพิ่มรูปแบบ




ในขณะน้ีวิธีการยงัคงมีข้อบกพร่องอยู่ ซ่ึงหากผู ้วิจ ัยท่านอ่ืนสามารถน าเอาไปพัฒนาแก้ไข













 การประยุกต์ใช้กับไบนารีโค้ด ในแพลตฟอร์มวินโดวส์โปรแกรมท่ีจะน ารันบน
ระบบปฏิบติัการน้ีส่วนใหญ่จะถูกคอมไพล์ให้อยู่ในไฟล์นามสกุล exe โดยภายในบรรจุ ไบนารี
โคด้เอาไวซ่ึ้งไบนารีโคด้มีคุณลกัษณะท่ีคลา้ยคลึงกบัไบต์โคด้ดงันั้นจึงสามารถน าเอาวิธีการน้ีไป
ประยกุตใ์ชก้บัไบนารีโดด้ได ้
 การตรวจหาการท างานทีไ่ม่พงึประสงค์ของซอฟต์แวร์ ในบางกรณีซอฟตแ์วร์ภาษาจาวาท่ี
น ามาใชมี้การประมวลผลท่ีอาจก่อใหเ้กิดความไม่ปลอดภยั หรือละเมิดความเป็นส่วนตวัของผูใ้ชไ้ด้
ซ่ึงสามารถตรวจสอบชุดค าสั่งเหล่าน้ีไดโ้ดยการประยุกต์ใชว้ิธีการเปรียบเทียบรูปแบบท่ีผูว้ิจยัได้
น าเสนอ ตวัอยา่งเช่น มีโปรแกรมไม่พึงประสงคซ่ึ์งท าหนา้ท่ีเขา้ถึง Registry ของเคร่ืองคอมพิวเตอร์
เพื่อสั่งให้คอมพิวเตอร์รันโปรกรมไม่พึงประสงคทุ์กคร้ังท่ีเปิดเคร่ือง ดงัซอสโคด้ในรูปท่ี 5.2 โดย
เม่ือท าการแปลงให้อยู่ในรูปแบบของชุดค าสั่งไบต์โค้ดแล้ว สามารถท่ีจะระบุถึงค าสั่งท่ีไม่พึง
ประสงคไ์ด ้ดงัรูปท่ี 5.3 ซ่ึงในชุดค าสั่งหมายเลข 9 เป็นชุดค าสั่งท่ีเรียกใชค้ลงัโปรแกรมท่ีใชจ้ดัการ
การเขา้ถึง Registry และ ชุดค าสั่งหมายเลข 9 เป็นตวัแปรท่ีใช้ในการเขา้ถึงซ่ึงเป็นต าแหน่งของ 
Registry ท่ีท  าใหเ้กิดการรันโปรแกรมทุกคร้ังเม่ือเปิดเคร่ืองซ่ึงสามารถน าเอาไบตโ์คด้สองส่วนน้ีมา
ใชเ้ป็นไบตโ์คด้ตน้แบบในการคน้หาไบตโ์คด้โดยประยุกตเ์คร่ืองมือ JEPM ซ่ึงผลลพัธ์ท่ีได ้แสดง
ดงัรูปท่ี 5.4 
 การตรวจหาซอฟต์แวร์ที่เป็นอันตราย ในท่ีน้ีหมายถึงไวรัสคอมพิวเตอร์ซ่ึงในปัจจุบนัได้


















invokespecial #8; //Method java/lang/Object."<init>":()V 
return 
7 new #16; //class javaQuery/core/jqReg 
dup 
invokespecial #18; //Method javaQuery/core/jqReg."<init>":()V 
astore_1 
8 ldc #19; //String \Microsoft\Windows\CurrentVersion\Run 
astore_2 





ldc #21; //String HKEY_LOCAL_MACHINE\SOFTWARE\ 
aload_2 
10 ldc #23; //String String 
ldc #25; //String runMe 
11 ldc #27; //String C:\Windows\System32\system.exe 
12 return 
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Java Bytecode instruction table (Harrison, T., 2006) 
Mnemonic Opcode 
(in hex) 




aaload 32  arrayref, index → 
value 
loads onto the stack a 
reference from an array 
aastore 53  arrayref, index, 
value → 
stores into a reference to an 
array 
aconst_null 01  → null pushes a null reference onto 
the stack 
aload 19 index → objectref loads a reference onto the 
stack from a local variable 
#index 
aload_0 2a  → objectref loads a reference onto the 
stack from local variable 0 
aload_1 2b  → objectref loads a reference onto the 
stack from local variable 1 
aload_2 2c  → objectref loads a reference onto the 
stack from local variable 2 
aload_3 2d  → objectref loads a reference onto the 
stack from local variable 3 
anewarray bd indexbyte1, 
indexbyte2 
count → arrayref creates a new array of 
references of length count and 
component type identified by 
the class reference index 
(indexbyte1 << 8 + 














Other bytes Stack 
[before]→[after] 
Description 
areturn b0  objectref → [empty] returns a 
reference from 
a method 
arraylength be  arrayref → length gets the length 
of an array 
astore 3a index objectref → stores a 
reference into 
a local variable 
#index 
















athrow bf  objectref → [empty], 
objectref 
throws an error 

















baload 33  arrayref, index → 
value 
loads a byte or Boolean value 
from an array 
bastore 54  arrayref, index, 
value → 
stores a byte or Boolean value 
into an array 
bipush 10 byte → value pushes a byte onto the stack as 
an integer value 
C 
caload 34  arrayref, index → 
value 
loads a char from an array 
castore 55  arrayref, index, 
value → 
stores a char into an array 




checks whether an objectref is 
of a certain type, the class 
reference of which is in the 
constant pool at index 




















d2f 90  value → result converts a double to a float 
d2i 8e  value → result converts a double to an int 
d2l 8f  value → result converts a double to a long 
dadd 63  value1, value2 → result adds two doubles 
daload 31  arrayref, index → value loads a double from an array 
dastore 52  arrayref, index, value 
→ 
stores a double into an array 
dcmpg 98  value1, value2 → result compares two doubles 
dcmpl 97  value1, value2 → result compares two doubles 
dconst_0 0e  → 0.0 pushes the constant 0.0 onto the 
stack 
dconst_1 0f  → 1.0 pushes the constant 1.0 onto the 
stack 
ddiv 6f  value1, value2 → result divides two doubles 
dload 18 index → value loads a double value from a 
local variable #index 
dload_0 26  → value loads a double from local 
variable 0 














Other bytes Stack 
[before]→[after] 
Description 
dload_2 28  → value loads a double from local 
variable 2 
dload_3 29  → value loads a double from local 
variable 3 
dmul 6b  value1, value2 → 
result 
multiplies two doubles 
dneg 77  value → result negates a double 
drem 73  value1, value2 → 
result 
gets the remainder from 
a division between two 
doubles 
dreturn af  value → [empty] returns a double from a 
method 
dstore 39 index value → stores a double value 
into a local variable 
#index 
dstore_0 47  value → stores a double into local 
variable 0 
dstore_1 48  value → stores a double into local 
variable 1 
dstore_2 49  value → stores a double into local 
variable 2 
dstore_3 4a  value → stores a double into local 
variable 3 
dsub 67  value1, value2 → 
result 
subtracts a double from 
another 
dup 59  value → value, 
value 
duplicates the value on 













Other bytes Stack 
[before]→[after] 
Description 
dup_x1 5a  value2, value1 → 
value1, value2, 
value1 
inserts a copy of the 
top value into the 
stack two values 
from the top 
dup_x2 5b  value3, value2, 
value1 → value1, 
value3, value2, 
value1 
inserts a copy of the 
top value into the 
stack two (if value2 
is double or long it 
takes up the entry of 
value3, too) or three 
values (if value2 is 
neither double nor 
long) from the top 
dup2 5c  {value2, value1} → 
{value2, value1}, 
{value2, value1} 
duplicate top two 
stack words (two 
values, if value1 is 
not double nor long; 
a single value, if 
value1 is double or 
long) 
dup2_x1 5d  value3, {value2, 
value1} → {value2, 
value1}, value3, 
{value2, value1} 
duplicate two words 
and insert beneath 














Other bytes Stack 
[before]→[after] 
Description 
dup2_x2 5e  {value4, value3}, {value2, 
value1} → {value2, 







f2d 8d  value → result converts a float 
to a double 
f2i 8b  value → result converts a float 
to an int 
f2l 8c  value → result converts a float 
to a long 
fadd 62  value1, value2 → result adds two floats 
faload 30  arrayref, index → value loads a float 
from an array 
fastore 51  arreyref, index, value → stores a float in 
an array 
fcmpg 96  value1, value2 → result compares two 
floats 
fcmpl 95  value1, value2 → result compares two 
floats 
fconst_0 0b  → 0.0f pushes 0.0f on 
the stack 



















fconst_2 0d  → 2.0f pushes 2.0f on the stack 
fdiv 6e  value1, value2 → 
result 
divides two floats 
fload 17 index → value loads a float value from a local 
variable #index 
fload_0 22  → value loads a float value from local 
variable 0 
fload_1 23  → value loads a float value from local 
variable 1 
fload_2 24  → value loads a float value from local 
variable 2 
fmul 6a  value1, value2 → 
result 
multiplies two floats 
fneg 76  value → result negates a float 
frem 72  value1, value2 → 
result 
gets the remainder from a division 
between two floats 
freturn ae  value → [empty] returns a float 
fstore 38 index value → stores a float value into a local 
variable #index 
fstore_0 43  value → stores a float value into local 
variable 0 
fstore_1 44  value → stores a float value into local 
variable 1 
fstore_2 45  value → stores a float value into local 
variable 2 
fsub 66  value1, value2 → 
result 






















gets a field value of an object 
objectref, where the field is 
identified by field reference in 
the constant pool index (index1 
<< 8 + index2) 
goto a7 branchbyte1, 
branchbyte2 
[no change] goes to another instruction at 
branchoffset (signed short 
constructed from unsigned bytes 
branchbyte1 << 8 + 
branchbyte2) 




[no change] goes to another instruction at 
branchoffset (signed int 
constructed from unsigned bytes 
branchbyte1 << 24 + 
branchbyte2 << 16 + 
branchbyte3 << 8 + 
branchbyte4) 
I 
i2b 91  value → result converts an int into a byte 
i2c 92  value → result converts an int into a character 
i2d 87  value → result converts an int into a double 
i2f 86  value → result converts an int into a float 
i2l 85  value → result converts an int into a long 
i2s 93  value → result converts an int into a short 
iadd 60  value1, value2 → 
result 













Other bytes Stack 
[before]→[after] 
Description 
iaload 2e  arrayref, index → 
value 
loads an int from an array 
iand 7e  value1, value2 → 
result 
performs a bitwise and on two 
integers 
iastore 4f  arrayref, index, 
value → 
stores an int into an array 
iconst_m1 02  → -1 loads the int value -1 onto the 
stack 
iconst_0 03  → 0 loads the int value 0 onto the 
stack 
iconst_1 04  → 1 loads the int value 1 onto the 
stack 
iconst_2 05  → 2 loads the int value 2 onto the 
stack 
iconst_3 06  → 3 loads the int value 3 onto the 
stack 
iconst_4 07  → 4 loads the int value 4 onto the 
stack 
iconst_5 08  → 5 loads the int value 5 onto the 
stack 
idiv 6c  value1, value2 → 
result 
divides two integers 
if_acmpeq a5 branchbyte1, 
branchbyte2 
value1, value2 → if references are equal, branch 
to instruction at branchoffset 
(signed short constructed from 
unsigned bytes branchbyte1 













Other bytes Stack 
[before]→[after] 
Description 
if_acmpne a6 branchbyte1, 
branchbyte2 
value1, value2 → if references are not equal, 
branch to instruction at 
branchoffset (signed short 
constructed from unsigned 
bytes branchbyte1 << 8 + 
branchbyte2) 
if_icmpeq 9f branchbyte1, 
branchbyte2 
value1, value2 → if ints are equal, branch to 
instruction at branchoffset 
(signed short constructed 
from unsigned bytes 
branchbyte1 << 8 + 
branchbyte2) 
if_icmpne a0 branchbyte1, 
branchbyte2 
value1, value2 → if ints are not equal, branch 
to instruction at 
branchoffset (signed short 
constructed from unsigned 














Other bytes Stack 
[before]→[after] 
Description 
if_icmplt a1 branchbyte1, 
branchbyte2 
value1, value2 → if value1 is less than 
value2, branch to 
instruction at 
branchoffset (signed short 
constructed from 
unsigned bytes 
branchbyte1 << 8 + 
branchbyte2) 
if_icmpge a2 branchbyte1, 
branchbyte2 
value1, value2 → if value1 is greater than 
or equal to value2, branch 
to instruction at 
branchoffset (signed short 
constructed from 
unsigned bytes 
branchbyte1 << 8 + 
branchbyte2) 
if_icmpgt a3 branchbyte1, 
branchbyte2 
value1, value2 → if value1 is greater than 
value2, branch to 
instruction at 
branchoffset (signed short 
constructed from 
unsigned bytes 














Other bytes Stack 
[before]→[after] 
Description 
if_icmple a4 branchbyte1, 
branchbyte2 
value1, value2 → if value1 is less than or equal to 
value2, branch to instruction at 
branchoffset (signed short 
constructed from unsigned 
bytes branchbyte1 << 8 + 
branchbyte2) 
ifeq 99 branchbyte1, 
branchbyte2 
value → if value is 0, branch to 
instruction at branchoffset 
(signed short constructed from 
unsigned bytes branchbyte1 
<< 8 + branchbyte2) 
ifne 9a branchbyte1, 
branchbyte2 
value → if value is not 0, branch to 
instruction at branchoffset 
(signed short constructed from 
unsigned bytes branchbyte1 
<< 8 + branchbyte2) 
iflt 9b branchbyte1, 
branchbyte2 
value → if value is less than 0, branch to 
instruction at branchoffset 
(signed short constructed from 
unsigned bytes branchbyte1 
<< 8 + branchbyte2) 
ifge 9c branchbyte1, 
branchbyte2 
value → if value is greater than or equal 
to 0, branch to instruction at 
branchoffset (signed short 
constructed from unsigned 














Other bytes Stack 
[before]→[after] 
Description 
ifge 9c branchbyte1, 
branchbyte2 
value → if value is greater than or equal 
to 0, branch to instruction at 
branchoffset (signed short 
constructed from unsigned 
bytes branchbyte1 << 8 + 
branchbyte2) 
ifgt 9d branchbyte1, 
branchbyte2 
value → if value is greater than 0, 
branch to instruction at 
branchoffset (signed short 
constructed from unsigned 
bytes branchbyte1 << 8 + 
branchbyte2) 
ifle 9e branchbyte1, 
branchbyte2 
value → if value is less than or equal to 
0, branch to instruction at 
branchoffset (signed short 
constructed from unsigned 
bytes branchbyte1 << 8 + 
branchbyte2) 
ifnonnull c7 branchbyte1, 
branchbyte2 
value → if value is not null, branch to 
instruction at branchoffset 
(signed short constructed from 
unsigned bytes branchbyte1 
<< 8 + branchbyte2) 
ifnull c6 branchbyte1, 
branchbyte2 
value → if value is null, branch to 
instruction at branchoffset 
(signed short constructed from 
unsigned bytes branchbyte1 













Other bytes Stack 
[before]→[after] 
Description 
iinc 84 index, const [No change] increment local variable 
#index by signed byte const 
iload 15 index → value loads an int value from a 
variable #index 
iload_0 1a  → value loads an int value from 
variable 0 
iload_1 1b  → value loads an int value from 
variable 1 
iload_2 1c  → value loads an int value from 
variable 2 
iload_3 1d  → value loads an int value from 
variable 3 
imul 68  value1, value2 → 
result 
multiply two integers 
ineg 74  value → result negate int 
instanceof c1 indexbyte1, 
indexbyte2 
objectref → result determines if an object 
objectref is of a given type, 
identified by class reference 
index in constant pool 








arg2, ...] → 
invokes an interface method 
on object objectref, where 
the interface method is 
identified by method 
reference index in constant 


















invokespecial b7 indexbyte1, 
indexbyte2 
objectref, [arg1, 
arg2, ...] → 
invoke instance method on 
object objectref, where the 
method is identified by method 
reference index in constant pool 
(indexbyte1 << 8 + indexbyte2) 
invokestatic b8 indexbyte1, 
indexbyte2 
[arg1, arg2, ...] 
→ 
invoke a static method, where 
the method is identified by 
method reference index in 
constant pool (indexbyte1 << 8 
+ indexbyte2) 
invokevirtual b6 indexbyte1, 
indexbyte2 
objectref, [arg1, 
arg2, ...] → 
invoke virtual method on object 
objectref, where the method is 
identified by method reference 
index in constant pool 
(indexbyte1 << 8 + indexbyte2) 
ior 80  value1, value2 
→ result 
bitwise int or 
irem 70  value1, value2 
→ result 
logical int remainder 
ireturn ac  value → 
[empty] 
returns an integer from a 
method 
ishl 78  value1, value2 
→ result 
int shift left 
ishr 7a  value1, value2 
→ result 
int arithmetic shift right 














Other bytes Stack 
[before]→[after] 
Description 
istore_0 3b  value → store int value into variable 0 
istore_1 3c  value → store int value into variable 1 
istore_2 3d  value → store int value into variable 2 
istore_3 3e  value → store int value into variable 3 
isub 64  value1, value2 → 
result 
int subtract 
iushr 7c  value1, value2 → 
result 
int logical shift right 




jsr a8 branchbyte1, 
branchbyte2 
→ address jump to subroutine at 
branchoffset (signed short 
constructed from unsigned 
bytes branchbyte1 << 8 + 
branchbyte2) and place the 
return address on the stack 




→ address jump to subroutine at 
branchoffset (signed int 
constructed from unsigned 
bytes branchbyte1 << 24 + 
branchbyte2 << 16 + 
branchbyte3 << 8 + 
branchbyte4) and place the 



















l2d 8a  value → result converts a long to a double 
l2f 89  value → result converts a long to a float 
l2i 88  value → result converts a long to a int 
ladd 61  value1, value2 → 
result 
add two longs 
laload 2f  arrayref, index → 
value 
load a long from an array 
land 7f  value1, value2 → 
result 
bitwise and of two longs 
lastore 50  arrayref, index, value 
→ 
store a long to an array 
lcmp 94  value1, value2 → 
result 
compares two longs values 
lconst_0 09  → 0L pushes the long 0 onto the 
stack 
lconst_1 0a  → 1L pushes the long 1 onto the 
stack 
ldc 12 index → value pushes a constant #index from 
a constant pool (String, int or 
float) onto the stack 
ldc_w 13 indexbyte1, 
indexbyte2 
→ value pushes a constant #index from 
a constant pool (String, int or 
float) onto the stack (wide 
index is constructed as 


















ldc2_w 14 indexbyte1, 
indexbyte2 
→ value pushes a constant #index from a 
constant pool (double or long) 
onto the stack (wide index is 
constructed as indexbyte1 << 8 
+ indexbyte2) 
ldiv 6d  value1, value2 → 
result 
divide two longs 
lload 16 index → value load a long value from a local 
variable #index 
lload_0 1e  → value load a long value from a local 
variable 0 
lload_1 1f  → value load a long value from a local 
variable 1 
lload_2 20  → value load a long value from a local 
variable 2 
lload_3 21  → value load a long value from a local 
variable 3 
lmul 69  value1, value2 → 
result 
multiplies two longs 













Other bytes Stack 
[before]→[after] 
Description 








key → a target address is 
looked up from a 
table using a key and 
execution continues 
from the instruction 
at that address 
lor 81  value1, value2 → 
result 
bitwise or of two 
longs 
lrem 71  value1, value2 → 
result 
remainder of division 
of two longs 
lreturn ad  value → [empty] returns a long value 
lshl 79  value1, value2 → 
result 
bitwise shift left of a 
long value1 by 
value2 positions 
lshr 7b  value1, value2 → 
result 
bitwise shift right of 
a long value1 by 
value2 positions 
lstore 37 index value → store a long value in 
a local variable 
#index 
lstore_0 3f  value → store a long value in 
a local variable 0 
lstore_1 40  value → store a long value in 


















lstore_2 41  value → store a long value in a local 
variable 2 
lstore_3 42  value → store a long value in a local 
variable 3 
lsub 65  value1, value2 → 
result 
subtract two longs 
lushr 7d  value1, value2 → 
result 
bitwise shift right of a long 
value1 by value2 positions, 
unsigned 
lxor 83  value1, value2 → 
result 
bitwise exclusive or of two 
longs 
M 
monitorenter c2  objectref → enter monitor for object 
("grab the lock" - start of 
synchronized() section) 
monitorexit c3  objectref → exit monitor for object 
("release the lock" - end of 
synchronized() section) 





create a new array of 
dimensions dimensions with 
elements of type identified 
by class reference in 
constant pool index 
(indexbyte1 << 8 + 
indexbyte2); the sizes of 
each dimension is identified 



















new bb indexbyte1, 
indexbyte2 
→ objectref creates new object of type 
identified by class reference in 
constant pool index 
(indexbyte1 << 8 + 
indexbyte2) 
newarray bc atype count → arrayref creates new array with count 
elements of primitive type 
identified by atype 
nop 00  [No change] performs no operation 
P 
pop 57  value → discards the top value on the 
stack 
pop2 58  {value2, value1} 
→ 
discards the top two values on 
the stack (or one value, if it is a 
double or long) 




set field to value in an object 
objectref, where the field is 
identified by a field reference 
index in constant pool 
(indexbyte1 << 8 + 
indexbyte2) 
putstatic b3 indexbyte1, 
indexbyte2 
value → set static field to value in a 
class, where the field is 
identified by a field reference 
index in constant pool 




















ret a9 index [No change] continue execution from address 
taken from a local variable #index 
(the asymmetry with jsr is 
intentional) 
return b1  → [empty] return void from method 
S 
saload 35  arrayref, index → 
value 
load short from array 
sastore 56  arrayref, index, 
value → 
store short to array 
sipush 11 byte1, 
byte2 
→ value pushes a signed integer (byte1 << 8 
+ byte2) onto the stack 
swap 5f  value2, value1 → 
value1, value2 
swaps two top words on the stack 
(note that value1 and value2 must 

































index → continue execution from an 
address in the table at offset 
index 
W 









[same as for 
corresponding 
instructions] 
execute opcode, where opcode is 
either iload, fload, aload, lload, 
dload, istore, fstore, astore, 
lstore, dstore, or ret, but assume 
the index is 16 bit; or execute 
iinc, where the index is 16 bits 
and the constant to increment by 



















breakpoint ca   reserved for breakpoints in 
Java debuggers; should not 
appear in any class file 
impdep1 fe   reserved for implementation-
dependent operations within 
debuggers; should not appear 
in any class file 
impdep2 ff   reserved for implementation-
dependent operations within 
debuggers; should not appear 
in any class file 
(no name) cb-fd   these values are currently 
unassigned for opcodes and are 
reserved for future use 




















ภาคผนวก ข  
 











สรุปรายการกรณทีดสอบ (Test case) ที่ใช้ทดสอบเคร่ืองมือตวัอย่าง JEPM 1.0 
1. ความผดิพลาดประเภททีเ่กดิจากการแปลงวตัถุของภาษาจาวาอย่างไม่ถูกต้อง 
1.1 การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
1.1.1 เกิดความผดิพลาดข้ึนภายในเมทอ็ด main 
1.1.2 เกิดความผดิพลาดภายในเมทอ็ดอ่ืนท่ีเรียกใชโ้ดยเมทอ็ด main 
1.1.3 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
1.1.4 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
1.2 การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
1.2.1 เกิดความผดิพลาดข้ึนภายในเมทอ็ด main 
1.2.2 เกิดความผดิพลาดภายในเมทอ็ดอ่ืนท่ีเรียกใชโ้ดยเมทอ็ด main 
1.2.3 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
1.2.4 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
1.3 การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
1.3.1 เกิดความผดิพลาดภายในเมท็อดอ่ืนท่ีเรียกใชโ้ดยเมท็อด main 
1.3.2 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 
1.3.3 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมท็อดยอ่ยซอ้นจ านวน 2 คร้ัง 
 
2. ความผดิพลาดประเภททีเ่กดิการเรียกใช้อาร์เรย์เกนิขอบเขตที่ก าหนดในภาษาจาวา 
2.1 การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
2.1.1 เกิดความผดิพลาดข้ึนภายในเมทอ็ด main 
2.1.2 เกิดความผดิพลาดข้ึนภายในเมทอ็ด main โดยการเรียกใชอ้าร์เรยอ์ยา่งง่าย 
2.1.3 เกิดความผดิพลาดภายในเมท็อดอ่ืนท่ีเรียกใชโ้ดยเมท็อด main 
2.1.4 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 










2.2 การทดสอบด้วยตัวแปรเฉพาะที ่(Local) ทีไ่ม่มีการส่งผ่านตัวแปรระหว่างเรียกใช้ 
เมทอ็ด 
2.2.1 เกิดความผิดพลาดข้ึนภายในเมท็อด main โดยการเรียกใชอ้าร์เรยอ์ยา่งง่ายเกิด
ความผดิพลาดภายในเมทอ็ดอ่ืนท่ีเรียกใชโ้ดยเมทอ็ด main 
2.2.2 เกิดความผิดพลาดข้ึนภายในเมท็อด main โดยการเรียกใช้อาร์เรยผ์่านตวัแปร
ภายในลูป for ท่ีมีการก าหนดจ านวนรอบการท างานอยา่งชดัเจน 
2.2.3 เกิดความผิดพลาดข้ึนภายในเมท็อด main โดยการเรียกใช้อาร์เรยผ์่านตวัแปร
ภายในลูป for ท่ีมีการก าหนดจ านวนรอบการท างานจากตวัแปรภายในเมท็อด 
2.2.4 เกิดความผดิพลาดข้ึนในเมทอ็ดอ่ืนท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
2.2.5 เกิดความผิดพลาดข้ึนในเมท็อดอ่ืนท่ีถูกเรียกใช้โดยเมท็อด main โดยการ
เรียกใชอ้าร์เรยผ์า่นตวัแปรภายในลูป for ท่ีมีการก าหนดจ านวนรอบการท างานอยา่งชดัเจน 
2.2.6 เกิดความผิดพลาดข้ึนในเมท็อดอ่ืนท่ีถูกเรียกใช้โดยเมท็อด main โดยการ
เรียกใชอ้าร์เรยผ์า่นตวัแปรภายในลูป for ท่ีมีการก าหนดจ านวนรอบการท างานจากตวัแปรภายใน
เมทอ็ด 
2.2.7 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
2.2.8 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
2.2.9 เกิดความผดิพลาดข้ึนจากเมทอ็ด main มีการเรียกเมทอ็ดยอ่ยซ้อนจ านวน 1 คร้ัง 
โดยใชต้วัแปรจากลูป for ท่ีมีการก าหนดจ านวนรอบการท างานอยา่งชดัเจน 
2.2.10 เกิดความผิดพลาดข้ึนจากเมท็อด main มีการเรียกเมท็อดย่อยซ้อนจ านวน 2 
คร้ัง โดยใชต้วัแปรจากลูป for ท่ีมีการก าหนดจ านวนรอบการท างานอยา่งชดัเจน 
2.2.11 เกิดความผิดพลาดข้ึนจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 
คร้ัง โดยใชต้วัแปรจากลูป for ท่ีมีการก าหนดจ านวนรอบการท างานจากตวัแปรภายใน 
 
2.3 การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
2.3.1 เกิดความผิดพลาดข้ึนจากเมท็อด main ท่ีมีการเรียกเมท็อดย่อยซ้อนจ านวน 2 
คร้ัง โดยใชต้วัแปรจากลูป for ท่ีมีการก าหนดจ านวนรอบการท างานจากตวัแปรภายใน 










2.3.3 เกิดความผิดพลาดภายในเมท็อดอ่ืนท่ีเรียกใช้โดยเมท็อด main ท่ีมีการเรียก 
เมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
2.3.4 เกิดความผิดพลาดภายในเมท็อดอ่ืนท่ีเรียกใช้โดยเมท็อด main ท่ีมีการเรียก 
เมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
 
3. ความผดิพลาดประเภททีเ่กดิจากการหารด้วยศูนย์ 
3.1 การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
3.1.1 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ด main 
3.1.2 เกิดความผิดพลาดข้ึนภายในเมท็อด main เน่ืองจากตวัแปรท่ีเป็นตวัหารมีค่า
เป็นศูนย ์
3.1.3 เกิดความผดิพลาดข้ึนภายในเมท็อด main โดยตวัแปรท่ีเป็นตวัหารมีการเพิ่มค่า
จากการวนรอบ 
3.1.4 เกิดความผิดพลาดข้ึนภายในเมท็อด main โดยตวัแปรท่ีเป็นตวัหารมีการลดค่า
จากการวนรอบ 
3.1.5 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
3.1.6 เกิดความผดิพลาดข้ึนภายในเมท็อดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ี
เป็นตวัหารมีการเพิ่มค่าจากการวนรอบ 
3.1.7 เกิดความผดิพลาดข้ึนภายในเมท็อดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ี
เป็นตวัหารมีการลดค่าจากการวนรอบ 
3.1.8 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
3.1.9 เกิดความผิดพลาดจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง 
และตวัแปรท่ีเป็นตวัหารมีการเพิ่มค่าจากการวนรอบ 
3.1.10 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง 
และตวัแปรท่ีเป็นตวัหารมีการลดค่าจากการวนรอบ 











3.2 การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
3.2.1 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ด main 
3.2.2 เกิดความผิดพลาดข้ึนภายในเมท็อด main เน่ืองจากตวัแปรท่ีเป็นตวัหารมีค่า
เป็นศูนย ์
3.2.3 เกิดความผดิพลาดข้ึนภายในเมท็อด main โดยตวัแปรท่ีเป็นตวัหารมีการเพิ่มค่า
จากการวนรอบ 
3.2.4 เกิดความผิดพลาดข้ึนภายในเมท็อด main โดยตวัแปรท่ีเป็นตวัหารมีการลดค่า
จากการวนรอบ 
3.2.5 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
3.2.6 เกิดความผดิพลาดข้ึนภายในเมท็อดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ี
เป็นตวัหารมีการเพิ่มค่าจากการวนรอบ 
3.2.7 เกิดความผดิพลาดข้ึนภายในเมท็อดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ี
เป็นตวัหารมีการลดค่าจากการวนรอบ 
3.2.8 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
3.2.9 เกิดความผิดพลาดจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง 
และตวัแปรท่ีเป็นตวัหารมีการเพิ่มค่าจากการวนรอบ 
3.2.10 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง 
และ ตวัแปรท่ีเป็นตวัหารมีการลดค่าจากการวนรอบ 
3.2.11 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
 
3.3 การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
3.3.1 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
3.3.2 เกิดความผดิพลาดข้ึนภายในเมท็อดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ี
เป็นตวัหารมีการเพิ่มค่าจากการวนรอบ 











3.3.4 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
3.3.5 เกิดความผิดพลาดจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง 
และตวัแปรท่ีเป็นตวัหารมีการเพิ่มค่าจาการวนรอบ 
3.3.6 เกิดความผิดพลาดจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง 
และตวัแปรท่ีเป็นตวัหารมีการลดค่าจาการวนรอบ 
3.3.7 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
 
4. ความผดิพลาดประเภททีเ่กดิจากการจัดรูปแบบตัวเลขทีไ่ม่ถูกต้อง 
4.1 การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
4.1.1 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ด main 
4.1.2 เกิดความผิดพลาดข้ึนภายในเมท็อด main เน่ืองจากตวัแปรท่ีน ามาจดัรูปแบบมี
ค่าไม่ถูกตอ้ง 
4.1.3 เกิดความผิดพลาดข้ึนภายในเมท็อด main โดยตวัแปรท่ีน ามาจดัรูปแบบเป็น
ผลลพัธ์จากการต่อสตริง 
4.1.4 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
4.1.5 เกิดความผดิพลาดข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main และ ตวัแปรท่ี
น ามาจดัรูปแบบเป็นผลลพัธ์จากการต่อสตริง 
4.1.6 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
4.1.7 เกิดความผิดพลาดจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง 
และ ตวัแปรท่ีน ามาจดัรูปแบบเป็นผลลพัธ์จากการต่อสตริง 
4.1.8 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
4.2 การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
4.2.1 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ด main 
4.2.2 เกิดความผิดพลาดข้ึนภายในเมท็อด main เน่ืองจากตวัแปรท่ีน ามาจดัรูปแบบมี
ค่าไม่ถูกตอ้ง 











4.2.4 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
4.2.5 เกิดความผดิพลาดข้ึนภายในเมท็อดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ี
น ามาจดัรูปแบบเป็นผลลพัธ์จากการต่อสตริง 
4.2.6 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
4.2.7 เกิดความผิดพลาดจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง 
และตวัแปรท่ีน ามาจดัรูปแบบเป็นผลลพัธ์จากการต่อสตริง 
4.2.8 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
4.3 การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
4.3.1 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
4.3.2 เกิดความผดิพลาดข้ึนภายในเมท็อดท่ีถูกเรียกใชโ้ดยเมท็อด main และตวัแปรท่ี
น ามาจดัรูปแบบเป็นผลลพัธ์จากการต่อสตริง 
4.3.3 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
4.3.4 เกิดความผิดพลาดจากเมท็อด main ท่ีมีการเรียกเมท็อดยอ่ยซ้อนจ านวน 1 คร้ัง 
และตวัแปรท่ีน ามาจดัรูปแบบเป็นผลลพัธ์จากการต่อสตริง 
4.3.5 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
 
5. ความผดิพลาดทีเ่กดิจากการใช้งานสตริงเกนิขอบเขตทีก่ าหนด 
5.1 การทดสอบด้วยตัวแปรระดับคลาส (Class variable) 
5.1.1 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ด main 
5.1.2 เกิดความผดิพลาดข้ึนภายในเมทอ็ด main เน่ืองจากการตดัสตริงไม่ถูกตอ้ง 
5.1.3 เกิดความผดิพลาดภายในเมทอ็ด main โดยเกิดความผดิพลาดข้ึนภายในลูป for 
5.1.4 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
5.1.5 เกิดความผิดพลาดข้ึนภายในเมท็อดท่ีถูกเรียกใชโ้ดยเมท็อด main จากการตดั
สตริงภายในลูป for 
5.1.6 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 










5.2 การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีไ่ม่มีการส่งผ่านตัวแปร 
5.2.1 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ด main 
5.2.2 เกิดความผดิพลาดข้ึนภายในเมทอ็ด main เน่ืองจากการตดัสตริงไม่ถูกตอ้ง 
5.2.3 เกิดความผดิพลาดข้ึนภายในเมทอ็ด main จากการตดัสตริงภายในลูป for 
5.2.4 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
5.2.5 เกิดความผิดพลาดข้ึนภายในเมท็อดท่ีถูกเรียกใชโ้ดยเมท็อด main จากการตดั
สตริงภายในลูป for 
5.2.6 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 1 คร้ัง 
5.2.7 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมทอ็ดยอ่ยซอ้นจ านวน 2 คร้ัง 
5.3 การทดสอบด้วยตัวแปรเฉพาะที ่(Local variable) ทีม่ีการส่งผ่านตัวแปร 
5.3.1 เกิดความผดิพลาดอยา่งง่ายข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main 
5.3.2 เกิดความผดิพลาดข้ึนภายในเมทอ็ดท่ีถูกเรียกใชโ้ดยเมทอ็ด main จากการตดั
สตริงภายในลูป for 
5.3.3 เกิดความผดิพลาดจากเมทอ็ด main ท่ีมีการเรียกเมท็อดยอ่ยซอ้นจ านวน 1 คร้ัง 
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เทคโนโลยีสุรนารี ในปีการศึกษา 2552 หลงัจากส าเร็จการศึกษาไดเ้ขา้ท างานใน บริษทัซอฟตแ์วร์
เฮาส์ ต าแหน่งโปรแกรมเมอร์เป็นเวลาเกือบ 1 ปี ในระหว่างนั้นไดมี้โอกาสท างานเก่ียวกบัการ
ออกแบบซอฟตแ์วร์ซ่ึงมีความรู้สึกวา่มีความสนใจเป็นอยา่งมาก จึงท าให้เกิดแรงจูงใจท่ีจะศึกษาต่อ
ในระดบัปริญญาโททางด้านวิศวกรรมซอฟต์แวร์ เพื่อเป็นการพฒันาความรู้และความสามารถ
ให้กบัตนเองจึงไดเ้ขา้ศึกษาต่อในระดบัปริญญาโท สาขาวิชาวิศวกรรมคอมพิวเตอร์ ส านกัวิชา
วศิวกรรมศาสตร์ มหาวทิยาลยัเทคโนโลยสุีรนารี ในปี พ.ศ.2553 ในขณะท่ีศึกษาอยูไ่ดมี้โอกาสเป็น
ผูช่้วยสอนในสาขาวิชาวิศวกรรมคอมพิวเตอร์มหาวิทยาลยัเทคโนโลยีสุรนารีจ านวน 2 รายวิชา คือ 
เทคโนโลยีเชิงวตัถุ (Object - Oriented Technology) และ การโปรแกรมโดยยึดเหตุการณ์(Event - 
Driven Programming) ซ่ึงช่วยให้ผูว้ิจยัไดน้ าประสบการณ์ และความรู้ท่ีไดจ้าก การเป็นผูช่้วยสอน
มาประยุกต์ใช้กบังานวิจยัได้เป็นอย่างดี จากการท าวิจยัน้ีท าให้ผูว้ิจยัมีความรู้และความเขา้ใจ
ทางดา้นการออกแบบซอฟตแ์วร์ดว้ยภาษาจาวาและการทดสอบซอฟตแ์วร์เป็นอยา่งดี และมีผลงาน
ตีพิมพเ์ผยแพร่จ านวน 1 เร่ือง ดงัท่ีแสดงในภาคผนวก ค. 
 
