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Abstract Las aproximaciones de Modelado Conceptual para la web
necesitan extensiones para especificar propiedades de personalizacio´n
dina´mica para disen˜ar aplicaciones web ma´s potentes. Las propuestas
actuales proveen te´cnicas para soportar personalizacio´n dina´mica, usual-
mente enfocadas en detalles de implementacio´n. Este art´ıculo presenta
una extensio´n de la aproximacio´n de modelado conceptual OO-H para
abordar los detalles asociados con el disen˜o y la especificacio´n de la per-
sonalizacio´n dina´mica. Describimos co´mo los diagramas convencionales
de navegacio´n y presentacio´n se ven afectados por propiedades de per-
sonalizacio´n. Para modelar la parte variable de la lo´gica de interfaz OO-
H tiene una arquitectura de personalizacio´n que se apoya en un motor
de reglas. Las reglas se definen basa´ndose en un Modelo de Usuario y
un Modelo de Referencia. OO-H provee dos tipos de reglas: reglas de
adquisicio´n, en las que se recoge la informacio´n necesaria, y reglas de per-
sonalizacio´n que se aplican a los niveles de navegacio´n y presentacio´n, y
se ven reflejadas en sus correspondientes modelos conceptuales. De esta
manera, la lo´gica de interfaz de una aplicacio´n web puede verse como
una composicio´n de una parte estable y otra parte variable, donde la
parte variable (expresada en XML) se interpreta en tiempo de ejecucio´n.
El principal beneficio es que esta especificacio´n puede modificarse sin
recompilar el resto de los mo´dulos de la aplicacio´n.
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1 Introduccio´n
Las aproximaciones de Ingenier´ıa Web actuales [5] ayudan a los disen˜adores
a hacer ma´s sencilla la comprensio´n, desarrollo, evolucio´n y mantenimiento de
aplicaciones web. Estos me´todos esta´n basados en nuevos constructores y vistas
hipermediales [8, 11, 2, 12] que abordan el problema de la navegacio´n/presentacio´n
del usuario a trave´s del espacio de informacio´n. Sin embargo, las aproximaciones
que tratan algu´n tipo de personalizacio´n var´ıan ampliamente. En este contexto,
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el principal problema es la falta de constructores de modelado conceptual para
especificar personalizacio´n dina´mica. Nosotros pensamos que se necesitan nuevas
te´cnicas para extender los metamodelos con aspectos de personalizacio´n preser-
vando previos modelos conceptuales si queremos aprovechar esfuerzos anteriores
de modelado. Adema´s, necesitamos tratar la personalizacio´n por medio de un
proceso de externalizacio´n donde las reglas de personalizacio´n pueden ser inter-
pretadas en tiempo de ejecucio´n. De este modo, podemos proveer un tratamiento
flexible de la personalizacio´n que es independiente de la tecnolog´ıa.
Este art´ıculo presenta como el me´todo OO-H (Object Oriented Hypermedia)
[7, 6] se extiende para soportar personalizacio´n dina´mica. Describimos co´mo
los diagramas convencionales de navegacio´n y presentacio´n se ven influenciados
por propiedades de personalizacio´n. Estas propiedades se capturan en forma de
ficheros externos escritos en XML, que representan las reglas. Estas reglas, que
forman la parte variable de la lo´gica de interfaz, sera´n tratadas en tiempo de
ejecucio´n por un motor incluido en la arquitectura de ejecucio´n. El soporte de
esta arquitectura se consigue con dos modelos: un modelo de referencia, que
registra la actividad del usuario en el sistema y un modelo de usuario que recoge
la informacio´n necesaria para personalizar. De este modo, la lo´gica de interfaz de
una aplicacio´n web se puede ver como una composicio´n de una parte estable y
una parte variable, donde la parte variable (expresada en XML) es interpretada
en tiempo de ejecucio´n.
El art´ıculo esta´ estructurado de la siguiente manera: la seccio´n 2 presenta
trabajo relacionado en el campo de la personalizacio´n dina´mica. La seccio´n 3
muestra los elementos que soportan la personalizacio´n en OO-H. La subseccio´n
3.1 presenta la arquitectura de ejecucio´n subyacente en las aplicaciones web de
OO-H. En la subseccio´n 3.2 se describe co´mo se captura el conocimiento que el
sistema tiene sobre el usuario por medio de un modelo de usuario. La subseccio´n
3.3 presenta co´mo la estrategia de modelado de la personalizacio´n se define por
medio de un conjunto de estructuras de informacio´n expresadas en un modelo de
referencia. A continuacio´n, en la seccio´n 4 se describe, por medio de un ejemplo,
como se consigue soportar la personalizacio´n en OO-H. Finalmente, la seccio´n 5
presenta las conclusiones y los trabajos futuros.
2 Estado del Arte
Con respecto a las aproximaciones de Ingenier´ıa Web, algunas proveen soporte
para la personalizacio´n en base a roles, como OOHDM [11] o WSDM [12]. En
OOHDM el modelo de interfaz abstracto es el resultado de la especificacio´n de los
objetos de interfaz que percibira´ el usuario. OOHDM utiliza Vistas Abstractas de
Datos (Abstract Data Views, ADVs) para modelar los aspectos esta´ticos de la in-
terfaz de usuario [9] mientras que los aspectos dina´micos de la interfaz de usuario
se modelan con una te´cnica basada en diagramas de estado (StateCharts) [3].
El modelado y disen˜o en un marco conceptual permite un mejor entendimiento
de los mecanismos utilizados y el descubrimiento de caracter´ısticas comunes que
permiten el reuso de patrones, componentes, algoritmos o incluso subsistemas
[11]. En la aproximacio´n WSDM [12] se definen diferentes perspectivas para las
clases de usuarios; los distintos tipos de usuarios pueden ver la misma infor-
macio´n y navegar a trave´s de la informacio´n de diferentes maneras.
Otras aproximaciones proveen marcos que complementan al modelo concep-
tual y soportan caracter´ısticas de adaptacio´n, adaptividad e incluso de proactivi-
dad, como W3I3 [2] o UWE [8]. W3I3 [2] incluye mecanismos para externalizar
pol´ıticas y soportar su cambio una vez que haya sido implantada la aplicacio´n.
Sin embargo, estos mecanismos se implementan como triggers de bases de datos
y esta´n enfocados en el disen˜o de aplicaciones web de datos intensivos. UWE
[8] se centra en la especificacio´n de aplicaciones adaptivas. Insiste en las carac-
ter´ısticas de personalizacio´n, como la definicio´n de un modelo de usuario o un
conjunto de caracter´ısticas de navegacio´n adaptivas que dependen de preferen-
cias, conocimiento o tareas que debe ejecutar el usuario. Desde nuestro punto de
vista esta es la propuesta ma´s completa. Provee un marco teo´rico formal para
soportar la personalizacio´n dina´mica. Sin embargo, el principal problema es la
inflexibilidad de los modelos conceptuales de UWE. Esto supone que cualquier
cambio que el disen˜ador quiera hacer debe estar soportado en el marco de tra-
bajo de UWE.
Por u´ltimo, hay un gran nu´mero de herramientas comerciales (e.g. ILog
JRules, LikeMinds, WebSphere, Rainbow..) que facilitan el uso de te´cnicas y
estrategias de personalizacio´n y dan soporte a muchas aplicaciones web perso-
nalizadas. Estas herramientas esta´n orientadas a la implementacio´n de estrate-
gias de personalizacio´n. El principal problema es el bajo nivel de abstraccio´n que
causa problemas de reuso y dificulta el mantenimiento y la escalabilidad de las
aplicaciones personalizadas resultantes. A continuacio´n vamos a presentar como
OO-H resuelve algunas de estas limitaciones.
3 Soporte de la Personalizacio´n en OO-H
3.1 Arquitectura de la Personalizacio´n
La arquitectura de OO-H se ha extendido para soportar personalizacio´n dina´mica
(ver Fig. 1). Ma´s concretamente, las propiedades de personalizacio´n se capturan
en el nivel de navegacio´n/presentacio´n y se ven reflejadas en sus correspondi-
entes modelos conceptuales (DAN, CLD) por medio de un conjunto de reglas
de asociacio´n. De esta forma el disen˜o y generacio´n de la lo´gica de navegacio´n
puede especificarse en dos partes: una parte estable, que es independiente de las
propiedades de personalizacio´n, y una parte variable, que soporta el tratamiento
de estas reglas. Finalmente, un motor de reglas provee el contexto para interpre-
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Figure1. Arquitectura de OO-H
Modelar por separado las partes variable y estable de la aplicacio´n desde
las primeras fases del ciclo de desarrollo del software, facilita el tratamiento de
la naturaleza dina´mica de las aplicaciones web, as´ı como el de la reusabilidad
y la realizacio´n de cambios. La justificacio´n de este planteamiento es similar a
las razones argumentadas para separar las pol´ıticas de negocio de aplicaciones
orientadas a objeto [10]. El soporte de esta arquitectura se consigue a partir
de un Modelo de Referencia que permite capturar las propiedades relevantes de
personalizacio´n. Adema´s, se debe definir unModelo de Usuario para soportar los
requisitos de personalizacio´n. En la siguiente seccio´n comenzaremos presentando
el Modelo de Usuario y en la seccio´n 3.3 presentaremos el Modelo de Referencia.
3.2 El Modelo de Usuario
El modelo de usuario es una parte importante de un sistema adaptivo hiperme-
dial ya que la informacio´n almacenada en el modelo de usuario permite modificar
o ajustar informacio´n (contenido adaptivo), proveer al usuario con soporte de
navegacio´n (navegacio´n adaptiva) o individualizar capas (presentacio´n adaptiva).
Se define como la representacio´n de las creencias o conocimiento que el sistema
tiene acerca del usuario. Un modelo de usuario esta´ constituido por descripciones
de lo que se considera relevante sobre el conocimiento actual y/o aptitudes del
usuario, proveyendo informacio´n para el entorno del sistema para adaptarse al
usuario individual [8].
En OO-H el modelo de usuario se captura por medio de un Diagrama de
Clases que complementa al Modelo Conceptual. Captura informacio´n acerca de
las caracter´ısticas que el sistema cree que tiene el usuario. Estas caracter´ısticas
pueden ser preferencias o intereses, conocimiento general, experiencia, etc. Un
modelo de usuario no necesita ser completamente preciso, y de hecho usual-
mente se restringe a aproximaciones imprecisas. Sin embargo, incluso un modelo
de usuario incompleto puede ser u´til [8]. La informacio´n que deber´ıa contener
este modelo depende de los requisitos de personalizacio´n que queramos soportar.
En OO-H el modelo de usuario se centra en los conceptos de usuario y rol,
al igual que en otras aproximaciones hipermediales [2]. Para proveer de vistas
personalizadas al usuario, OO-H provee un modelo de usuario ba´sico. Este mo-
delo de usuario se construye alrededor de una clase llamada Usuario, que provee
la informacio´n y comportamiento que debe ser heredado por cada <<actor>>
del sistema. Un usuario puede no tener asociado un rol, en este caso ella/e´l ser´ıa
tratado como un usuario ano´nimo. Adema´s, un usuario so´lo puede tener aso-
ciado un rol al mismo tiempo. Este modelo puede enriquecerse para soportar
la pol´ıtica de personalizacio´n deseada an˜adiendo atributos, me´todos o enlaces
desde la clase Usuario al resto de las clases del dominio o al Modelo de Referen-
cia OO-H, que se presenta en la siguiente seccio´n. En la Fig. 2 podemos ver un
posible modelo de usuario.
















Figure2. Modelo de Usuario
Este modelo de usuario surge de la conexio´n de la clase Usuario, del modelo
de Referencia, con la clase existente Socio, del modelo Conceptual, y lo trata
como un rol. Esta clase Socio proviene del modelado conceptual de un video
club en internet, sistema que utilizaremos en el ejemplo de modelado que ve-
remos en la seccio´n 4.
La estrategia de modelado de personalizacio´n debe ser definida dependiendo
de un conjunto de estructuras de informacio´n. Esta informacio´n es almacenada en
OO-H en un repositorio que contiene el conjunto inicial de elementos ba´sicos de
informacio´n en el que se puede establecer la pol´ıtica de personalizacio´n deseada.
Esto es lo que se llama el modelo de Referencia que se explica a continuacio´n.
3.3 Modelo de Referencia
Este respositorio contiene el conjunto inicial de elementos ba´sicos de informacio´n
sobre los que se puede establecer la pol´ıtica de personalizacio´n deseada. El prin-
cipal beneficio de utilizar este modelo de Referencia es que el disen˜ador puede
incluir y conectar este marco de trabajo con cualquier modelo de interfaz OO-
H al que quiera dotar de capacidad de personalizacio´n. A partir de ah´ı, OO-H
permite la extensio´n de dicho repositorio con las caracter´ısticas particulares que
requiera la aplicacio´n, por lo tanto, no es un marco cerrado.
La estrategia de modelado de la personalizacio´n se define en funcio´n de una
serie de estructuras de informacio´n. Esta informacio´n se almacena en OO-H en
un repositorio que se presento´ en [1]. El actual modelo de Referencia OO-H es-
tructura la informacio´n para modelar la personalizacio´n en tres partes: perfiles
de usuario, informacio´n de contexto y reglas de asociacio´n. Para los propo´sitos de
este art´ıculo prestaremos ma´s atencio´n a la parte que modela la personalizacio´n
en base a las Reglas de asociacio´n (en la Fig. 3 podemos ver esa parte del
modelo de Referencia). OO-H incorpora un mecanismo externo para modelar la
personalizacio´n de las aplicaciones adaptivas y proactivas en forma de reglas de
asociacio´n. Una ventaja de usar estas reglas es que esta´n definidas en ficheros
externos y pueden modificarse de una manera independiente del resto de la apli-
cacio´n. Este tipo de reglas permiten capturar las propiedades de personalizacio´n
embebidas directamente en los modelos de OO-H.
Estas reglas se han dividido en tres tipos:
– Reglas de Adquisicio´n: en las que se recoge la informacio´n necesaria para
la personalizacio´n.
– Reglas de Personalizacio´n: soportan la accio´n de personalizacio´n. Como
hemos visto en la Fig. 3, este tipo de reglas se categoriza a su vez, basa´ndose
en lo que queremos personalizar, en:
• Reglas de Contenido: usando estas reglas podemos Seleccionar, Or-
denar o Modificar la informacio´n de contenido de la aplicacio´n.
• Reglas de Navegacio´n: estas reglas afectan al modo de navegacio´n.
Con este tipo de regla podemos An˜adir, Borrar, Activar u Ordenar
cualquier enlace en la navegacio´n del usuario.
• Reglas de Presentacio´n: esta regla afecta a aspectos de presentacio´n.
Las posibles acciones que pueden asociarse a este tipo de regla son: Es-
tablecerPlantillaCSS o ModificarPresentacion, dependiendo de si quere-
mos usar una plantilla predefinida de presentacio´n o queremos modificar
un valor espec´ıfico de la presentacio´n. Tenemos un conjunto de plantillas
CSS, que pueden asociarse a casos espec´ıficos (como para personas con
minusval´ıas) capturados en el Modelo de Referencia y una Clase Modifi-

























































Figure3. Parte del Metamodelo de OO-H
en el Modelo de Usuario podemos completar la Clase Presentacio´n con
las caracter´ısticas disen˜adas para un modelo conceptual espec´ıfico. Las
reglas permiten la seleccio´n de una plantilla predefinida o la modificacio´n
de caracter´ısticas espec´ıficas de la Clase Presentacio´n.
– Reglas de Perfil: estas son reglas de manejo de perfiles. Con este tipo de
reglas podemos Asociar o Desasociar comportamiento espec´ıfico a perfiles
de usuario, o bien podemos Crear un nuevo perfil.
OO-H soporta la especificacio´n de estas reglas por medio de un esquema
XML. Hay que destacar que la arquitectura de ejecucio´n de las aplicaciones gen-
eradas desde los modelos OO-H permite modificar y reprocesar este esquema sin
recompilar el resto de los mo´dulos. En el esquema los diferentes elementos XML
corresponden a clases/atributos del marco presentado en la Fig. 3. Todas las
reglas son reglas ECA (Evento-Condicio´n-Accio´n) [4]. Adema´s, en las reglas de
Adquisicio´n se puede establecer una periodicidad de la regla. Esta periodicidad
especifica el intervalo en el que la aplicacio´n, de una forma automa´tica, tiene que
comprobar esa regla. En el contexto de la etiqueta de periodicidad, OO-H define
un valor especial, ”ooh:always”, que indica que el cumplimiento de las condi-
ciones de activacio´n debe ser comprobado continuamente. La accio´n que puede
implementar una regla var´ıa dependiendo del tipo de regla, como hemos visto.
Vamos a ver co´mo se hacen efectivas las reglas en los modelos de navegacio´n de
OO-H.
En la siguiente seccio´n se presenta un ejemplo de modelado de personalizacio´n
del Contenido. El sistema a modelar es un video club en Internet que maneja
clientes, pel´ıculas y alquileres.
4 Ejemplo de Modelado
El Modelo de Usuario y el Modelo de Referencia, junto con las Reglas de Aso-
ciacio´n, nos permiten personalizar el contenido, la navegacio´n y la presentacio´n
de una aplicacio´n. En el contexto del sistema mencionado (video club en Inter-
net) vamos a considerar el siguiente requisito:
– Cuando se alquila una pel´ıcula, mostrar recomendaciones de pel´ıculas con la
misma categor´ıa (Personalizacio´n del Contenido).
El primer paso para soportar este requisito es definir elModelo de Usuario. El
modelo de usuario que soporta este requisito fue mostrado en la seccio´n 3.2, en la
Fig. 2. Adema´s, para especificar la personalizacio´n hemos tenido que definir co´mo
soportar el requisito mencionado. Tenemos que distinguir entre la adquisicio´n y
la personalizacio´n de los datos correspondientes. El soporte de este requisito se
detalla en dos fases:
– Proceso de Modelado y Recogida, donde se muestra co´mo se introduce el
requisito en el diagrama DAN/CLD.
– Especificacio´n XML, donde se muestra una especificacio´n XML que soporta
el requisito.
Finalmente se mostrara´ la pantalla o conjunto de pantallas que resulta de
soporta el requisito definido.
4.1 Personalizacio´n del Contenido
El requisito definido requiere la personalizacio´n del contenido. En este caso el
contenido a personalizar es el conjunto de pel´ıculas que vamos a mostrar como
recomendaciones, que variara´ segu´n la pel´ıcula que haya alquilado el usuario.
Vamos a ver primero la regla de adquisicio´n de la informacio´n necesaria para
soportar este requisito, que en este caso es la categor´ıa de la pel´ıcula que ha
alquilado el usuario.
Regla de Adquisicio´n (1a):















REGLA 1a: Almacenar categoría
 
Figure4. Adquisicio´n: regla 1a
La figura 4 muestra un trozo de diagrama DAN en el que se introduce la
regla de adquisicio´n que modela este requisito que se llama Almacenar Cate-
gor´ıa. Podemos ver que esta regla se asocia a un enlace de invocacio´n de servicio
que corresponde a la invocacio´n del me´todo Alquilar, esto es as´ı ya que, co´mo se
deduce del requisito, necesitamos almacenar la categor´ıa de la pel´ıcula alquilada
para despue´s poder mostrar las recomendaciones de pel´ıculas que tengan esa
misma categor´ıa (la de la pel´ıcula que acaba de alquilar el cliente).
ESPECIFICACIO´N XML
El resultado de este proceso de adquisicio´n se almacena como una especifi-













En el esquema los diferentes elementos XML corresponden a clases/atributos
del marco presentado en la Fig. 3. En primer lugar, observamos co´mo la regla
se define en el contexto de un perfil. En este caso, para indicar que la regla se
debe evaluar sin importar el usuario que entre en el sistema, a dicha etiqueta se
le asocia el valor ”ooh:all”, predefinido en el contexto de OO-H. Otros atributos
asociados a las reglas son:
– Nombre de la regla
– Tipo de regla: En este caso es una regla de adquisicio´n de informacio´n (nece-
saria para despue´s personalizar).
– Soporte: Indica el porcentaje de veces que se ha activado la regla en nuestra
aplicacio´n.
– Confianza: Indica el porcentaje de aciertos en la ejecucio´n de la regla.
– Prioridad: Indica la importancia de la regla en el sistema en caso de conflicto
o condiciones de carrera.
Esta especificacio´n describe co´mo esta regla de adquisicio´n afecta a todos los
perfiles y tiene prioridad media. La informacio´n que necesitamos adquirir es la
categor´ıa de la u´ltima pel´ıcula alquilada. Este tipo de adquisicio´n es impl´ıcita y
se almacena cuando un socio alquila una pel´ıcula en el atributo del Modelo de
Usuario: ”sesion.socio.ultimacat”. A continuacio´n vamos a ver la regla de per-
sonalizacio´n que modela este requisito.
Regla de Personalizacio´n (1p):
PROCESO DE MODELADO Y RECOGIDA
La figura 5 muestra la parte del diagrama DAN en el que se introduce la regla
de personalizacio´n que modela este requisito llamada Recomendaciones. Esta
regla esta´ asociada al enlace Ver Recomendaciones, esto implica que cuando
se activa este enlace se dispare la regla de personalizacio´n que mostrara´ las












REGLA 1a: Almacenar categoría
 
Figure5. Personalizacio´n: regla 1p
ESPECIFICACIO´N XML
En este caso, tenemos personalizacio´n del contenido, porque tenemos que
mostrar u ocultar informacio´n espec´ıfica. En la especificacio´n XML podemos
asociar para´metros a una regla para simplificar la notacio´n. En este caso, como
para´metro tenemos la categor´ıa de la u´ltima pel´ıcula alquilada, que es la in-
formacio´n que se obtuvo mediante la regla de adquisicio´n y se almaceno´ en el
atributo del modelo de usuario sesion.socio.ultimacat. El evento de persona-
lizacio´n indica que tiene que estar activo el enlace ”Ver Recomendaciones”. Si
estas condiciones se cumplen, se ejecutara´ la accio´n: se muestran las pel´ıculas


















Una vez visto el modelado de este requisito vamos a ver el escenario final
resultante. En la figura 6 se muestra la pantalla resultado de aplicar las reglas
de adquisicio´n y personalizacio´n del contenido; en esta imagen podemos ver la
pantalla resultante de haber alquilado una pel´ıcula. Vemos el enlace Ver Re-
comendaciones el cual, al ser activado, muestra recomendaciones de pel´ıculas de











DEL CONTENIDO:  
Ver Recomendaciones 
Figure6. Escenario Final
5 Conclusiones y trabajos futuros
Los me´todos de Ingenier´ıa Web han de proveer un proceso de desarrollo del soft-
ware bien definido mediante el que la comunidad de ingenieros software puedan
disen˜ar adecuadamente aplicaciones potentes basadas en web de una manera sis-
tema´tica. Nuestro propo´sito ha sido tratar estos problemas en el contexto de la
aproximacio´n de modelado conceptual OO-H que ha sido probada con e´xito para
el disen˜o de aplicaciones web. Nos centramos en co´mo capturar correctamente las
caracter´ısticas particulares asociadas al disen˜o de personalizacio´n dina´mica. Para
conseguir este objetivo, OO-H an˜ade reglas de adquisicio´n y de personalizacio´n,
que definen la sema´ntica adecuada para capturar y representar la funcionalidad
espec´ıfica de la personalizacio´n dina´mica. De este modo, los modelos de nave-
gacio´n y presentacio´n pueden compilarse para obtener una especificacio´n XML
que represente la personalizacio´n dina´mica deseada. La aplicacio´n web final se
puede ver como una composicio´n de una parte estable y una parte variable,
donde la parte variable es interpretada por un motor de reglas para dar soporte
de personalizacio´n. El principal beneficio es que la especificacio´n de persona-
lizacio´n puede modificarse sin necesidad de recompilar el resto de los mo´dulos
de la aplicacio´n. Otras contribuciones relevantes de este art´ıculo son las sigu-
ientes: (1) un modelo de usuario que describe co´mo se captura el conocimiento
que tiene el sistema del usuario. (2) un modelo de referencia que permite ex-
tender el metamodelo OO-H mediante un conjunto espec´ıfico de estructuras de
informacio´n. OO-H todav´ıa esta´ definiendo y catalogando un conjunto de pa-
trones de personalizacio´n de la navegacio´n y de la presentacio´n suficientemente
gene´rico como para garantizar la reusabilidad de la aplicacio´n.
Adema´s, esta forma de soportar personalizacio´n dina´mica esta´ siendo im-
plementada en el entorno CASE OO-H para obtener resultados emp´ıricos de la
aplicabilidad de este trabajo.
Otro trabajo que se tiene previsto realizar es la comprobacio´n de consistencia
de las reglas especificadas (reglas redundantes, reglas en conflicto, sentencias if
innecesarias...etc) y la comprobacio´n de terminacio´n y completitud de las reglas.
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