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Portfoliomaisessa päiväkirjaopinnäytetyössä kerrotaan PC-pelin kehityksestä startup-
yrityksessä vastaavan peliohjelmoijan näkökulmasta. Työympäristö on 
yhdeksänhenkinen tiimi Stupid Stupid Games Oy:ssä, suomalaisessa vuonna 2013 
perustetussa pelialan yrityksessä. Työstä raportoidaan päivittäin ja sitä analysoidaan 
tarkemmin viikoittain ajanjaksolla 19.1.–13.3.2015.
Projektin työväline ja ydinteknologia on Unity-pelimoottori. Tärkeimmät raportoinnin 
aiheena olevat työtehtävät ovat pelihahmojen navigointijärjestelmän kehitystä, datan 
XML-serialisointia, pelisuunnittelua sekä satunnaisia töitä versionhallinnan ja palvelinten 
kanssa.
Raportointijakson lopuksi kirjoittaja päättelee, että startup-yrityksessä työnkuvan rajat 
saattavat vaihdella tarpeiden mukaan tiimin pienestä koosta ja arvaamattomista 
tarpeista johtuen. Pieni tiimi korostaa myös tehtävien priorisoinnin ja sen seurausten 
merkitystä. Jatkuva uusien teknologioiden opettelu on tavallista ja ominaista 
peliohjelmoinnille – varsinkin aloittelevalle ohjelmoijalle.
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1 Johdanto
1.1 Opinnäytetyön aihe ja muoto
Opinnäytetyöni kertoo työstäni peliohjelmoijana startupyrityksessä ja kehittymisestäni 
näissä tehtävissä. Teksti on kronologinen kuvaus töistäni ja työmenetelmieni analysoin-
nista ja suunnittelusta aikavälillä 19.1.2015–13.3.2015.
Opinnäytetyöni on päiväkirjamuotoinen, eli se koostuu päivittäisestä työtehtävien rapor-
toinnista ja viikottaisesta analyysistä, jossa käsitellään viikon aikana tehtyjä ratkaisuja ja 
työssä kehittymistä. Päiväraportointi koostuu ennen työpäivää kirjoitettavasta lyhyestä 
johdannosta, jossa arvioidaan päivän aikana tehtäviä töitä, ja päivän päätteeksi kirjoitetta-
vasta raportista, jossa käsitellään tehtäviä hieman tarkemmin. Viikkoraportissa otan 
muutaman tarkemman näkökulman työssä esille tulleisiin ongelmiin tai askarruttaviin 
kysymyksiin työtavoista ja menetelmistä.
1.2 Työympäristö
Työpaikkani on Stupid Stupid Games Oy, kahden kurssitoverini Haaga-Heliassa 2013 
perustama pelialan yritys. Yrityksen liikeidea on tuottaa ensisijaisesti pitkäikäisiä trans-
mediamaailmoja ja niihin perustuvaa mediaa, erityisesti videopelejä, mutta myös mm. 
kirjoja ja lautapelejä ulkoisten yhteistyökumppanien avulla. Tällä hetkellä yritys kehittää 
Johnny Graves -peliä, joka on yrityksen ensimmäisen fiktiivisen maailman avausosa ja 
opinnäytetyöni pohja.
Peliä kehittää yhdeksänhenkinen tiimi, jonka ytimen muodostaa kuusi Haaga-Helian 
opiskelijaa. Työtä on tehty pääosin opiskelutehtävien ohessa, mutta myös kokopäiväisesti 
työharjoittelujen ja opinnäytetöiden aikana. Tähän mennessä työtilana on toiminut Haaga-
Helian Pasilan kampuksen tilat, ja töitä on tehty paljon etätyönä, mutta tämän opinnäyte-
työn kirjoituksen aikana saamme käyttöömme oman toimiston, jossa osa tiimistä työsken-
telee kokopäiväisesti.
Muodostan työparini kanssa yrityksen kaksihenkisen ohjelmointitiimin. Kokoonpanossa on 
myös operatiivinen johtaja, kirjoittaja, kenttäsuunnitelija, kaksi graafikkoa, muusikko ja 
markkinoija. Tiimin koko ja rakenne muuttunee vielä ennen pelin valmistumista, mahdolli-
sesti opinnäytetyön aikanakin. Työmenetelmämme on joustava ja iteratiivinen, mikä on 
välttämätöntä tiimin suhteellisen kokemattomuuden takia – työtehtävämme ovat samalla 
oppimisprosesseja, joten suunnitelmat ja määrittelyt voivat vaihtua vilkkaastikin. Työtä 
analysoidaan ja suunnitellaan viikottaisessa koko tiimin kokouksessa, ja moni peli-
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suunnittelutehtävä suoritetaan yhdessä. Yleinen työskentelykieli on englanti, koska kaikki 
tiimin jäsenet eivät puhu suomea.
1.3 Tarvittava osaaminen
Teknisesti peli rakennetaan Unity-pelimoottorille. Projektin pääohjelmointikieli on C#, jota 
ajetaan Unityn Mono-ympäristössä ja jota käytetään hieman tavanomaisesta .NET-
kehityksestä poikkeavalla tavalla. Lisäksi sekalaisiin tehtäviin tarvitaan muita kieliä ja 
teknologioita, kuten XML-merkintäkieltä. Unity on koko ajan kehittyvä alusta, ja sen uusien 
ominaisuuksien ja lukuisien lisäosien omaksuminen vaatii hyviä opiskelu- ja soveltamis-
taitoja. Ohjelmointiin tarvitaan myös sekä sosiaalisia että teknisiä projektityöskentely-
taitoja. Tämä muodostaa ohjelmointitiimin olennaisimmat osaamisvaatimukset.
Pelimoottorin kanssa työskennellessä on hyödyllistä ymmärtää fysiikkasimulaation ja 
grafiikan renderöinnin prosessit, jotta luodut mekanismit toimivat tehokkaasti ja odotetulla 
tavalla ympäristössään. Hyödyllistä on myös tuntea 3D-, grafiikka- ja äänieditorien ja 
-tiedostojen kanssa työskentely, jotta tiimin luomat resurssit voidaan hyödyntää pelissä ja 
jotta laaja yhteistyö tiimin sisällä sujuu yllätyksittä.
Laaja käytännön tietämys ja teoriatausta monentyyppisistä videopeleistä on peli-
suunnittelijalle tärkeää. Yhteistyö- ja kommunikointitaidot korostuvat, kun peliä on 
suunnittelemassa useampi henkilö, joilla kaikilla on omia näkemyksiä ja toiveita pelin 
pelattavuudesta. Suunnittelussa tulee tietää, mitä on teknisesti mahdollista toteuttaa, mikä 
on kohderyhmälle haluttavaa ja mikä sopii tiimin kehitysprosessille ja osaamiselle, joten 
luovuuden lisäksi tehtävä vaatii paljon tutkimusta ja testausta välineiden ja yleisön 
suhteen.
1.4 Tietoperusta
Pelisuunnittelu on monimutkainen ala, mutta siitä on jo ehditty kirjoittaa kohtuullisen 
paljon. Scott Rogersin kirja Level Up! The Guide to Great Video Game Design (2010) 
käsittelee käytännön kysymyksiä ja menetelmiä pelikehityksessä monipuolisesti.  Peli-
suunnittelun tehtäviä käydään läpi konkreettisin neuvoin, jotka ohjaavat ratkaisuihin lukijan 
omissa projekteissa. Kirjoittajan pitkän uran tuoma kokemus näkyy ytimekkäissä kysymyk-
sissä, joita esitetään lukijalle. Vaikka teemat ovat helppoja ymmärtää, teos sisältää 
oppineellekin suunnittelijalle hyödyllisiä yhteenvetoja, jotka nopeuttavat kehittämistä.
Teoreettisempaa ja filosofisempaa, potentiaalisesti vielä hedelmällisempää sisältöä 
tarjoaa Jesse Schellin teos The Art of Game Design: A Book of Lenses (2008). Video-
pelien ominaisuuksia käydään läpi sadan erilaisen näkökulman avulla, kuten ”Mikä pelissä 
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on yllättävää?” tai ”Miten pelin pääteemat näkyvät sen ominaisuuksissa?”. Tavoitteena on 
erityisesti oppia suunnittelemaan vaikuttavia ja tunteita herättäviä kokemuksia. Teksti on 
analyyttistä mutta sulavaa ja opettaa laajemminkin kuin vain videopelien suunnittelusta. 
Kirjoittaja tasapainoittaa akateemista pohdintaa anekdooteilla omasta historiastaan 
monilla ammattialoilla.
1.5 Tavoitteet
Opinnäytetyön tavoitteena on kehittää itseäni projektityöskentelyssä ja videopelien 
tekemisessä. Säännöllinen viikottainen analyysi on hyvä tapa tarkastella työmenetelmien 
toimivuutta, ja päiväraportointi kannustaa suunnittelemaan työtehtäviä etukäteen. 
Roolissani pääsen pitkälti itse määrittelemään tehtäväni ja aikatauluni, joten opinnäyte-
työn tuoma kehys voi auttaa rakentamaan uusia menetelmiä.
1.6 Keskeiset käsitteet
2,5D: Yhdistelmä 2D- ja 3D-perspektiivejä. Pelin tapahtumat sijoittuvat kaksiulotteiselle 
tasolle, kuten esimerkiksi perinteisessä sidescrollerissa. Peligrafiikka on kuitenkin kolmi-
ulotteista, ja mekaniikat voivat sisältää rajoitetusti liikettä kolmannessa ulottuvuudessa.
Pelimekaniikka: Säännöt, joiden mukaan peliä pelataan. Erityisesti videopeleissä 
määrittää, miten pelimaailma reagoi pelaajan käskyihin, ja millaisia rajoituksia ja 
mahdollisuuksia hänellä on.
Pelimoottori: Ohjelma, joka huolehtii pelin matalatasoisimpien perusfunktioiden suorit-
tamisesta, ja jonka päälle rakennetaan varsinainen mekaniikka. Sisältää usein muun 
muassa fysiikkamallinnuksen, graafisen renderöinnin ja äänentoiston.
Sidescroller: Tyylilaji ja kuvakulma, jossa pelimaailmaa kuvataan sivulta, ja hahmot 
liikkuvat kaksiulotteisella tasolla sivu- ja pystysuunnassa. Kuvakulma liikkuu pelaaja-
hahmon mukana. Super Mario Bros. (Nintendo 1985) on tunnettu esimerkki.
Transmedia: Mediasisältö, jonka osia tuodaan esille usealla viestintäkanavalla, esimer-
kiksi kirjoina, elokuvina ja videopeleinä.
Versionhallinta: Palvelu, jonka avulla ohjelmistokehittäjä voi hallita tiedostojen muutoksia 
ja muutoshistoriaa. Mahdollistaa sen, että kehittäjätiimi voi työskennellä kontrolloidusti 
samaan aikaan samojen tiedostojen parissa.
3
2 Lähtötilanne
2.1 Nykyiset työtehtäväni
Roolejani Stupid Stupid Gamesissa ovat pelin pääsuunnittelija, ohjelmoija ja ohjelmointi-
tiimin johtaja.
Pelimekaniikan suunnittelu on suurin vastuuni ja kokonaisuudessaan myös haastavin 
roolini. Määritelmällisesti pelimekaniikka koostuu pelin säännöistä ja pelaajan mahdolli-
suuksista vaikuttaa peliin, ja sen voi määritellä muodostavan kolmasosan pelikokemuk-
sesta yhdessä esillepanon (grafiikka, äänet) ja käsikirjoituksen kanssa. Työn suurimpia 
osa-alueita ovat pelaajatoimintojen, tekoälyn ja virtuaalisen maailman ominaisuuksien ja 
vaikutusten suunnittelu sekä näiden kaikkien pelaajalle tarjoamien haasteiden tasa-
painottaminen keskenään. Ominaisuudet kuten tapahtumien ajoitus, ennakoitavuus ja 
vaikeustaso vaikuttavat hyvin suorasti pelin tunnelmaan ja viihdyttävyyteen. Suunnit-
telussa on monesti useita tapoja edetä, joten organisoitu edistyminen vaatii tietämystä 
ratkaisuista, joita vastaavissa tilanteissa on käytetty, sekä peliteoreettista tietämystä 
tilanteen mahdollisuuksista.
Projektissamme pelimekaniikan osa-alueista erityistä huomiota saa taistelumekaniikka: 
pelaajan ja vihollisten hyökkäykset ja taktinen liikkuminen pelimaailmassa. Suurin osa 
pelin pelattavuudesta ja haasteesta tulee juuri tekoälyn ohjaamien vihollisten kanssa 
kamppailusta. Pelaajahahmon ja vihollisten monien taistelukykyjen määrittely on samalla 
sekä vaikein että tärkein osa pelin pelattavuutta – pelaajalla täytyy olla sopiva määrä 
vapautta valita oma tapansa selviytyä, mutta sen tulee olla sopivan haastavaa, ja samalla 
mekaniikkojen täytyy kehittyä pelaajan mukana. Kenttädesign- ja ohjelmointityöskentely 
pohjautuvat kumpikin pitkälti pelimekaniikkaan, joten sen täytyy olla mahdollisimman 
varhain valmis. Ongelmia aiheuttaa varsinkin pelin ainutlaatuinen liikkumisjärjestelmä, 
joka vaikuttaa myös pelaajan tähtäämiseen, ja jolle on vielä monia erilaisia lähestymis-
tapoja.
Mekaniikan suunnittelulla on yhtymäkohtia aiemmin mainittuihin pelikokemuksen osa-
alueisiin. Esimerkiksi kuvakulmien ja käyttöliittymän suunnittelu vaikuttaa paljon pelin 
visuaaliseen ilmeeseen, ja pelihahmojen dialogimekaniikat käsikirjoituksen muotoon. Siksi 
vuorovaikutustaidot ja varsinkin ilmaisu- ja havainnollistamiskyvyt ovat tärkeitä tiimin 
yhteistoiminnan kannalta. Suunnitteludokumentit julkaistaan yrityksen wiki-sivustolla 
erillisinä linkitettyinä artikkeleina, ja MediaWiki-ohjelmiston hallinta onkin jo osoittautunut 
arvokkaaksi taidoksi.
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Ohjelmointi on pelimekaniikan suurista vaikutuksista huolimatta tehtävä, johon käytän 
suurimman osan työajastani. Työtehtävät ovat todella monipuolisia, ulottuen pelaaja-
hahmon liikkumismäärittelyjen toteutuksesta tekoälyn kautta aina tallennusjärjestelmään 
ja visuaalisiin efekteihin asti.
Ohjelmoinnissa hyödyllisiksi huomaamiani taitoja ovat kärsivällisyys ja kokonaisuuksien 
hahmottamiskyky. Tietenkin toteuttamiseen tarvitaan myös teknistä osaamista, mutta sen 
hankkiminen on suhteellisen yksinkertainen tehtävä, kunhan tietää tavoitteet ja yleiset 
ohjelmointiperiaatteet. Ohjelmoinnin välineinä käytän Microsoft Visual Studio 2013 
-koodieditoria kirjoitustyöhön ja Atlassian SourceTree -ohjelmaa projektin Git-version-
hallintaan. Resurssit, jotka eivät kuulu versionhallintaan ladataan yrityksen FTP-
palvelimelle.
Projektin ohjelmointitiimissä on itseni mukaanlukien tällä hetkellä vain kaksi työntekijää, 
joten käytännössä ohjelmoinnin koordinoiminen ei vie suurta osaa ajastani. Roolissa 
suurin tekninen tehtävä on ohjelmiston rakenteen ja arkkitehtuurin suunnittelu ja sen 
kuvaus. Kuvauksessa käytetään sekä UML-kaavioita suuremmista rakenteista että 
vapaamuotoisia muistiinpanoja pienemmistä osa-alueista. Ohjelmointitiimin henkilöstö-
johtaminen vaatii tekijältään ennen kaikkea organisointi- ja kommunikointikykyä. Se 
sisältää tavoitteiden määrittelyä, ongelmatilanteissa auttamista ja työn seuraamista.
Tehokkuuden ylläpitämisen kannalta tärkeitä tehtäviä ovat myös yhteisten ohjelmointi- ja 
tiedonhallintakäytäntöjen luominen ja uusien teknologioiden, kuten Unity-lisäosien, 
arviointi ja integrointi yhteiseen kehitysprosessiin. Teen suurimman osan näistä 
päätöksistä työparini kanssa neuvotellen, mutta niiden muotoilu ja julkaiseminen wiki-
sivustolla on vastuullani.
2.2 Osaamiseni taso
Pelisuunnittelijana olen kokematon, mutta minulla on edellytykset oppimiseen ja tehtä-
vässä menestymiseen. Uskon, että kokemattomuus kuitenkin vaikuttaa lopputuloksen 
laadun sijaan lähinnä työn aikatauluihin ja rakenteeseen, joka on oppimisprosessista 
johtuen iteratiivinen ja itseäänkorjaava. Menestyäkseen pelimme tarvitsee ehdottomasti 
erinomaisen pelimekaniikan, joten tällä alueella minä ja tiimi kohtaamme varmasti 
haasteita. Vaikka vastuu on minulla, en ole suunnittelussa onneksi yksin, sillä suunnittelu-
sessiot pidetään säännöllisesti usean hengen voimin.
Ohjelmoijana olen jo huomattavasti taitavampi ja kykenen teknisten taitojeni puolesta 
johtamaan ohjelmointitiimiämmekin. Olen työskennellyt projektissa puolentoista vuoden 
ajan ja lukenut paljon aiheeseen liittyvää kirjallisuutta, joten teoriatietämykseni Unity-
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moottorista ja C#-kielestä ovat hyvät. Toteutettujen projektien puutteessa rutiini ja 
varmuus kuitenkin kaipaavat vielä kehittämistä. Koska olen itse suurelta osin vastuussa 
pelin toiminnallisuuksien määrittelystä, voin vaikuttaa omiin teknisiin vaatimuksiinikin. 
Kuitenkin esimerkiksi pelin ulkoasun viimeistelyyn liittyvä tieto on vielä osittain vierasta 
mutta joka tapauksessa välttämätöntä opetella.
Ohjelmointitiimin johtajan roolissa minulla on vähiten edellytyksiä, mutta tällä hetkellä 
myös vähiten vaatimuksia; tiimin pieni koko helpottaa työskentelyn koordinointia ja 
päätösten tekemistä.
2.3 Kehittyminen
Pelialan urallani olen vasta alkuvaiheessa, ja se näkyy varsinkin kehitysprosessin 
tuntemattomuudessa. Uskon, että tekniset taitoni ovat riittävät, vaikka varsinkin Unity-
ympäristö kehittyy koko ajan ja tarjonnee tulevaisuudessa loputtomasti opittavaa. 
Vastaavana ohjelmoijana olen ensimmäistä kertaa, mutta tähän mennessä helpot 
vaatimukset eivät ole antaneet aihetta olla huolissani kyvyistäni. Jos ohjelmointitiimin koko 
kuitenkin kasvaa tai jos tehtävämme monimutkaistuvat, joudun hiomaan henkilöstön-
hallintataitojani.
Motivoivin ja kiinnostavin työtehtäväni on pelimekaniikan suunnittelu. Se on pelin 
onnistumisen kannalta kriittinen osa-alue, joten minun tulee panostaa siihen joka 
tapauksessa. Pelin ydinmekaniikka kehittyy tiiviin testauksen avulla, joten testaus-
käytännöt ja -rutiinit on hyvä saada opeteltua.
Suurin haasteeni on varmasti omissa työskentelytavoissani, jotka ovat tähän asti olleet 
tehottomampia kuin toivoisin. Tämän opinnäytetyön aikana aion keskittyä paljon oman 
työni organisointiin ja priorisointiin, jotka ovat olleet minulle heikkoja kohtia työskente-
lyssäni. Varsinkin vastuullisissa rooleissani aikataulutustaitoni eivät vastaa yrityksen 
tarpeita.
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2.4 Sidosryhmät
Vastaan työskentelystäni yrityksen operatiiviselle johtajalle ja pelisuunnittelustani viime 
kädessä taiteelliselle johtajalle eli toimitusjohtajalle. Omat vuorovaikutukseni ovat 
suurimmilta osin kenttäsuunnittelun, ohjelmoinnin ja pelisuunnittelun alueella. Kuviossa 1 
omat roolini organisaatiossa on korostettu vihreällä.
Pelisuunnittelijana vaikutan kuvion 1 alimman rivin, suorittavan tason, työtehtävien 
määrittelyihin, koska olen kaikkien näiden ryhmien asiakkaana ja toimeksiantajana. 
Käytännössä hierarkiaa ei työpaikalla ole, koska suuri osa samoista työntekijöistä 
kuitenkin toimii sekä suunnittelu- että toteutustasolla.
Ohjelmoijana asiakkaanani toimii erityisesti kenttäsuunnittelija, joka tarvitsee toiminnal-
lisuuksien palasia kootakseen niistä kenttiä. Muusikot ja graafikot toimittavat resurssinsa 
ohjelmoijalle, joka auttaa kenttäsuunnittelijaa integroimaan ne projektiin.
Ulkoisia sidosryhmiä ei työssäni toistaiseksi ole lukuunottamatta epävirallista tiimin 
mentoria, joka on tiimille tuttu kokeneempi pelikehittäjä ja arvokas neuvonantaja.
2.5 Vuorovaikutustaidot
Koko tiimi tapaa vähintään kerran viikossa ja käymme läpi viikon aikaansaannokset ja 
päivitämme laajemman mittakaavan suunnitelmat. Neljän-viiden hengen pelisuunnittelu-
ryhmä tapaa epäsäännöllisesti, mutta tapaamiset ovat intensiivisiä ja saattavat kestää 
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koko työpäivän ajan. Vaikka pääsuunnittelijanimitykseni taustalla oli tarve suoraviivaistaa 
määritysprosessia, koen silti tärkeäksi tehdä päätökset yhdessä yhteisen keskustelun 
jälkeen. Tulevaisuudessa saatamme tarvita nopeampia päätöksiä, jolloin tämänkaltainen 
yhteissuunnittelu jäänee vähemmälle.
Koska tiimimme on melko pieni, koko tiimi on yleensä läsnä tapaamisissa, joten raportointi 
on helppoa. Tiimin jäsenet pysyvät myös hyvin ajan tasalla uusista vaatimuksista. Kehittä-
misen varaa on tiiviissä yhteydenpidossa ohjelmoijaparini kanssa. Välillä saatamme 
toteuttaa itsenäisesti samoja toiminnallisuuksia toisistamme tietämättä. Olen vastuussa 
ohjelmoijien työn seurannasta, joten minun pitää pyrkiä estämään tällaiset tilanteet 
vastaisuudessa.
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3 Päiväkirjaraportointi
3.1 Seurantaviikko 1
Maanantai 19.1.2015
Vuoden ensimmäinen työpäivä kulunee projektin tilanteen kartoittamiseen ja tehtävien 
määrittämiseen. Ohjelmoinnin kehitysjono pitää päivittää ajan tasalle. Projektin koodin 
tehtäväjonossa on nyt 32 keskeneräistä tehtävää, jotka pitää priorisoida. Tämä työ ja 
ohjelmoinnin jatkon suunnittelu jatkuu varmasti vielä ensi viikolle.
Tietokoneellani on suuri määrä aiemmin tekemiäni muutoksia projektiin, joita en ole vielä 
ladannut versionhallinnan yhteiseen varastoon (repository), koska ne ovat osittain 
keskeneräisiä. Toisistaan riippuvaisia muutoksia on sen verran paljon, että olisi työlästä 
purkaa muutosjoukkoa enää osiin ja sitä kautta helpottaa omien ja työtovereideni kehityk-
sen yhdistämistä – tyypillinen tilanne huolimattoman kehityksen kanssa. Versionhallinnan 
synkronointi on siis myös päivän työlistalla.
Versionhallinnan yhteinen varasto on nyt ajan tasalla ja tekemäni ominaisuudet toimivat, 
joten voin alkaa keskittyä seuraavien tehtäviemme määrittelemiseen. Jouduin tänään 
käyttämään paljon aikaa työympäristön valmisteluun – viallisten näyttöajurien, FTP-
ohjelman sekä kaatuilevan Visual Studion korjaamiseen.
Työparini kertoi löytäneensä pelimme liikkumismekaniikalle hyödyllisen referenssin: 
Shadow Complex -peli (Chair Entertainment 2009) on visuaaliselta tyyliltään ja tempoltaan 
erilainen, mutta Johnny Gravesin tapaan sivultapäin kuvattu 2,5D-toimintapeli. Käymme 
läpi tästä mahdollisesti inspiroituneita kenttäsuunnitteluideoita perjantaina koko tiimin 
kokouksessa.
Keskiviikko 21.1.2015
Kenttäsuunnittelijamme pyysi, että korjaan aiemmin ohjelmoidun teleporttiskriptimme. 
Ongelma ilmenee, kun pelaajahahmo liikkuu automaattisesti osana välianimaatiota ja 
teleportin käyttäminen päättää kohtauksen muttei kuitenkaan anna pelaajalle takaisin 
ohjaimia. Lopputuloksena on lopullisesti seisahtunut peli. Käyn tänään myös yhä läpi 
projektia ja kartoitan sen tilannetta.
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Olen useamman kuukauden ajan hahmotellut yhteisiä ohjelmointikäytäntöjä, joihin 
tiimimme voisi sitoutua työssään. Voisimme käyttää joitakin yleisesti suositeltuja 
käytäntöjä – esimerkiksi Microsoftin .NET-ohjelmointiin julkaisemia – jotka ovat suosittuja 
ja hyväksi todettuja, ja vaikka ne saattavat vaatia opettelua ja kurinalaisuutta aluksi, ne on 
tarkoitettu helpottamaan myöhemmin jatkokehitystä huomattavasti (Sutter & Alexandrescu 
2004, xii). Peliohjelmointi on kuitenkin hieman erityinen tapaus alallaan: monia integrointi-, 
skaalautumis- tai tietoturvallisuustekijöitä ei tarvitse ottaa huomioon ja koodin suorituskyky 
on poikkeuksellisen tärkeää. Lisäksi Unity alustana vaatii tiettyjä ominaisuuksia koodilta, 
jotka voivat sanella käytäntöjä omalta osaltaan. Pähkäiltyäni ohjelmiston osien oikea-
oppista kapselointia (encapsulation) – esimerkiksi luokan jäsenkenttien (member field) 
julkisuuden rajaamista – päätin viimein, että monia yleisiä suosituksia vastoin yksin-
kertaiset julkiset jäsenkentät voisivat olla olosuhteissamme edullisempia kuin ominai-
suudet (property), joiden avulla kenttien näkyvyyttä ulkopuolisille luokille voi rajata. Unityn 
rajapinta erityisesti kannustaa tähän, sillä sen visuaalinen editori ei osaa käsitellä 
muunlaisia jäseniä. Kuviot 2 ja 3 havainnollistavat taakkaa, johon perinteisesti suositeltu 
kapselointi tässä tapauksessa voi johtaa. Kuvioiden luokat sisältävät saman informaation 
ja toiminnallisuudet, mutta kuvio 3:n toteutus on lopulta meidän tapauksessamme 
parhaimmillaankin hankalampi käyttää ja ylläpitää vaikka sen tarkoitus oli nimenomaan 
tätä helpottaa.
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Kuvio 2. Esimerkkiluokka julkisilla kentillä
Kenttäsuunnittelijan pyynnöstä päädyin vahvistamaan pelin hahmojen liikkumisen 
logiikkaa yleisestikin niin, että kun hahmon ulkopuolinen taho kuten teleporttiskripti 
muuttaa hahmon tilaa ja sijaintia, se osaa varmistaa, että se jää aina toimivaan tilaan. 
Lisäsin teleporttiskriptiin ominaisuuksia, kuten pelaajahahmon ja muiden hahmojen 
erilaisen käsittelyn ja ehtoja, joiden avulla sen toimintaa voi rajata. Tämän pitäisi omalta 
osaltaan taas hieman nopeuttaa uusien kenttien prototyypittämistä.
Unityssä peliobjektien toiminnot ovat jaettu omiin komponentteihinsa, jotka koostuvat 
kukin yhdestä luokasta, jonka metodeja Unity kutsuu pelin aikana. Pelaajahahmolla on 
tällä hetkellä niitä kolme: animaatio- ja taistelulogiikka, liikkuminen ja loitsut. Tämä jaottelu 
ei ole yksiselitteinen, sillä monesti hahmon toiminnot vaikuttavat muihinkin osa-alueisiin, 
kuten liikkumisnopeus siihen, miten hahmo taistelee. Monet ohjelmointitiimin kirjoittamat 
uudet ominaisuudet päätyvät aluksi väärään paikkaan, ja on hankala sanoa, johtuuko se 
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Kuvio 3. Esimerkkiluokka ominaisuuksilla
komponenttien jokseenkin keinotekoisesta jaottelusta vai pelisääntöjen monimutkaisuu-
desta ylipäätänsä. Rakenteen parantaminen on jatkuva prosessi, jossa pitäisi olla 
tarpeeksi pitkänäköinen minimoidakseen tulevien ominaisuuksien aiheuttamat muutostyöt. 
Tänään selkeytin liikkumis- ja taistelukoodin eroja juurikin mahdollisia tulevia vihollisten 
erikoishyökkäyksiä varten.
Perjantai 23.1.2015
Tänään on luvassa koko tiimin tapaaminen. Käymme läpi ohjelmointitiimin tämänhetkistä 
tilannetta, uusia kenttäluonnoksia, taistelumekaniikkoja ja Shadow Complex -peliä.
Versionhallintaamme on sisällytetty vain kooditiedostoja, koska muut Unityn käyttämät 
resurssit ovat binääritiedostomuotoisia eivätkä sovi git-versionhallintaan mielekkäästi. 
Ongelmamme on se, että kun muutamme koodia, muuttuu luonnollisesti usein myös 
muiden resurssien, kuten yhden kentän rakennetta kuvaavien scene-tiedostojen rakenne. 
Nämä muutokset tulisi saada synkronoitua yhtä lailla koodin kanssa. Koko projekti vie nyt 
pakattuna noin 100 megatavua kovalevytilaa ja se kasvaa koko ajan, joten versioiden 
jatkuva lähettely yrityksen FTP-palvelimen kautta kehittäjien välillä käy hankalaksi. 
Yhtaikaiset muutokset tiedostoihin, jotka eivät ole versionhallinnassa, ovat vaikeita 
yhteensovittaa ja vaativat usein ylimääräistä käsityötä. Näiden hankaluuksien takia on 
hankala varmistaa, että kaikilla tiimin jäsenillä on ajan tasalla oleva projekti käytettävis-
sään.
Yrityksemme on ostanut Unity Team Server -lisenssejä ja käytettävissämme on palvelu, 
joka hoitaisi Unityn binääritiedostojen synkronoinnin, mutta meillä ei ole vielä kapasiteetil-
taan sopivaa palvelinta, jolla voisimme tätä hyödyntää. Tällä hetkellä erot kehittäjien 
henkilökohtaisten projektiversioiden välillä ovat merkittävin haaste sujuvalle yhteistyölle, ja 
ratkaisun löytäminen tähän on suuri prioriteetti.
Shadow Complex on erityisesti taistelumekaniikoiltaan hyvä viite pelillemme. Sivulta 
kuvatussa pelissä viholliset voivat olla pelaajaan nähden 3D-avaruudessa missä 
suunnassa vain, ja ampuma-aseita tähdätään Xbox-ohjaimen sauvalla suhteessa asioiden 
sijaintiin ruudulla – kohteen etäisyydellä kamerasta ei ole merkitystä, vaan pelaajahahmo 
tähtää ruudun syvyyssuunnassa automaattisesti. Tämänkaltaisia pelejä ei ole ennen juuri 
ollut, vaan sidescroller-pelit ovat pitäneet objektit samalla kaistalla pelaajan kanssa. 
Tekniikan ansiosta toiminta on nopeaa ja intuitiivista mutta vaatii pelaajalta yhä sopivasti 
koordinaatiota ja reaktiokykyä. Muutama kuukausi sitten kehitimme ehdotuksen saman-
laisesta järjestelmästä omalle pelillemme, tällä kertaa hiirelle konsoliohjaimen sijaan. 
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Tekniikka toimii nähtävästi Shadow Complexissa hyvin ja aiomme kokeilla sitä myös 
Johnny Gravesissa.
Lauantai ja sunnuntai 24.–25.1.2015
Pelihahmojen liikkumisjärjestelmän tukiranka on kehittämäni navigointijärjestelmä 
Origami2D. Järjestelmä tallentaa kehittäjien pelimaailmaan tekemät reitit sekä kamera-
ajot, ja tarjoaa niistä dataa sitä hyödyntäville peliojekteille, kuten liikkuville hahmoille. Unity 
tarjoaa oman sarjallistamispalvelunsa (serialization) tiedon tallennusta varten, mutta 
tallennustapa on erittäin vahvasti sidoksissa lähdekoodin rakenteeseen. Tallennettu 
reittitieto muuttuu siis käyttökelvottomaksi joka kerta, kun lähdekoodia päivitetään, mikä 
aiheuttaa huimasti turhaa työtä kehittäjille. Tätä varten tarvitsemme joustavamman ja 
monipuolisemman serialisointiratkaisun.
Serialisointiin löytyi useita ratkaisuja. Unity Asset Store -kaupassa myydään useita 
laajennuksia editoriin, UnifyWiki-yhteisösivustolla on ilmaisia käyttäjien jakamia kirjastoja 
ja Unityn Mono-kirjastoissa on myös sisäänrakennettu XML-serialisointi, jota päädyin 
kokeilemaan sen käyttöönoton yksinkertaisuuden vuoksi. Sen serialisointitoimintojen 
kutsuminen on yksinkertaista ja moduuli selvittää objektien rakenteen itsenäisesti, mutta 
yhteensopivuus olemassaolevien Origami-luokkien kanssa ei ollut paras. Olio, jonka 
haluaisin serialisoida XML-tiedoston juureksi periytyy Unityn MonoBehaviour-luokasta, 
joka itsessään sisältää huomattavasti tarpeetonta dataa eikä sitä voi jättää huomiotta 
ilman monimutkaista konfigurointia. Ratkaisuni oli luoda luokkiamme vastaavia riisuttuja 
DTO-olioita (Data Transfer Object), serialisoinnin aikana kopioida Origami-data niihin, 
serialisoida ne tiedostoksi ja tietoja palautettaessa vuorostaan rakentaa Origami-luokat 
näiden DTO-olioiden perusteella. DTO-luokkien käyttö auttaa myös erottelemaan 
serialisointilogiikan pelilogiikasta ja tekee siitä tällä tavalla modulaariseman ja vielä 
varmemman säilön muutosten varalta.
Sain tänään kirjoitettua osuuden, joka hakee datan Origamista ja tallentaa sen XML-
muodossa. Tärkeimmän osan datasta muodostaa reittijärjestelmän eri polkujen pisteiden 
linkit pelimaailmassa sijaitseviin noodeihin, jotka määrittävät pisteiden sijainnin. Yhteys 
abstrakti pisteen ja fyysisen noodin välillä tallennetaan Unityn noodiobjektille antaman 
ID:n avulla. Noodiobjektin tietoja ei tarvitse serialisoida XML-tiedostoon, koska objektien 
sijainnin ja muut perustiedot Unity osaa tallentaa luotettavasti.
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Viikkoanalyysi
Kulunut viikko vahvisti luuloni siitä, että suurin henkilökohtainen haasteeni todella on 
säännöllisen työrytmin ja tehtävälistan ylläpitäminen. Pääsemme 16.2. muuttamaan 
omaan toimistoon, ja säännölliset työajat ja työpaikka varmasti helpottavat työtäni. Juuri 
mikään tämän viikon tehtäväni ei ollut tekniikoiltaan tuttu, kaikki vaativat siis jonkinasteista 
tutkimusta ja opettelua. Uusia teknisiä taitoja ja tietoa sain erityisesti XML:n ja seriali-
soinnin alalta.
Perinteiset pelimoottorit jaottelevat ja rakentavat olioita perinnän (inheritance) avulla. 
Peliobjektit saattavat olla luokkia pitkässä perimyshierarkiassa, jonka jokainen taso lisää 
hieman ominaisuuksia objektille, kuten ”näkyvä”, ”fyysinen”, ”liikkuva” jne. Aloin itsekin 
jaotella pelin koodia tällä tavalla. Kuitenkin Unityn objektit saavat ominaisuutensa yleensä 
komposition avulla – pikku osissa, jotka jokainen tekevät työnsä suhteellisen riippumat-
tomasti. Ymmärsin Unityn lähestymistavan vahvuuden, kun sain kokemusta erilaisten 
uusien objektien tarpeista. Jokin olio saattaa tarvita vain pientä osaa toiminnallisuudesta 
olematta muuten muiden olioiden kaltainen, joten ominaisuuksien jako pieniin palasiin oli 
järkevää. Varsinkin asettamalla komponentit kommunikoimaan rajapintaluokkien 
(interface) avulla ja tarvittaessa käyttämällä pieniä ja mukautuvia sovitinluokkia (adapter 
class) komponenttien välillä tämä tekniikka mahdollistaa monipuolisen ja nopean 
uudelleenkäytettävyyden ja muokattavuuden (Bosch 1997, 17–18). Pelimme on kuitenkin 
kooltaan ja ominaisuuksiltaan rajattu kokonaisuus, joten aivan äärimmäisyyksiin ei 
kannata modularisoinnin kanssa mennä kehitysajan kustannuksella.
Kuvion 3 mukainen abstraktointi edustaa toista hyödyllistä periaatetta, josta ei ole 
projektin rajauksen takia välttämättä hyötyä. Eric Lippert kommentoi, että jäsenkenttien 
piilottaminen ominaisuuksien alle mahdollistaa helpon toiminnallisuuksien lisäämisen 
esimerkiksi diagnosointia tai automatisoitua testausta varten, mutta tämän voi katsoa 
myös ennenaikaiseksi yleistämiseksi (premature generalization) (Hejlsberg, Torgersen, 
Wiltamuth & Golde 2010, 44). Toistaiseksi emme ole koko projektin aikana tarvinneet 
näitä lisäominaisuuksia, joten koodin täyttäminen lukemista rasittavalla täytteellä lienee 
luettava ennenaikaiseksi.
Tiimin näkökulmasta suurin haaste on eri jäsenten projektien synkronointi ajan tasalle. 
Tämänhetkinen ratkaisu on lähettää muokattu tiedosto erikseen muille, ja jos se ei ole 
mahdollista, toistaa tehdyt muutokset käsin muiden projekteissa.
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3.2 Seurantaviikko 2
Maanantai 26.1.2015
Serialisointijärjestelmästä on vielä kirjoittamatta XML-dataa lukeva ja sen peliobjekteihin 
tallentava osuus. Myös järjestelmän rakennetta tulee tarkastella uudemman kerran – 
missä osat yhdistävän logiikan kannattaa olla? DTO-luokissa itsessään vai omasssa 
serialisointiluokassa ulkoistettuna?
Jokaista Origami-järjestelmän luokkaa kohti luotiin DTO-luokka, joka sisältää kentät vain 
minimimäärälle dataa rekonstruktointia varten. Eräs suositeltu menetelmä sijoittaa 
kartoituslogiikan (mapping) omiin luokkiinsa, jotka ovat erillisiä sekä DTO-luokkien 
tallennuksesta että pelin luokkien käytöstä ja jotka vastaavat vain yhdistyväisyydestä ja 
validoinnista. Kartoitusluokat voi toteuttaa jopa C#:n mahdollistamina osittaisina luokkina 
(partial class), joka mahdollistaa yleisesti käytettävien metodien erottelun ympäristö- tai 
toteutusriippuvaisista metodeista eri tiedostoihin, jolloin kartoitusta on vaivatonta muokata, 
kun datamalli muuttuu. (Liekna & Nikitenko 2013, 63.)
Oma toteutukseni ei kuitenkaan jaa kartoituslogiikkaa omaksi kerroksekseen, vaan 
metodit ovat DTO-objekteissa, jotka ovat näin sidoksissa peliobjektien rakenteeseen. 
Toteutus ei sopeudu muutoksiin yhtä ketterästi kuin tämä suositeltu tapa, mutta uskon 
Origami-järjestelmän olevan nyt jo sen verran stabiili, että tulevat muutokset ovat pieniä ja 
helppo heijastaa kartoituslogiikkaan riippumatta sen sijainnista.
Tiistai 27.1.2015
En ehtinyt eilen kunnolla kokeilla serialisoinnin toimivuutta. Aloitan päivän työt tällä ja 
muokkaan Unity-editoriin tekemääni käyttöliittymälisäosaa Origami-järjestelmän hallintaa 
varten, jotta Origami-kokonaisuus olisi tarpeeksi vakaa muun tiimin käytettäväksi. 
Järjestelmää tarvitaan kasvavassa määrin, kun lisäkenttiä aletaan suunnitella myöhemmin 
keväällä.
Sain vielä karsittua serialisoitavan datan määrää, kuten Origami-noodien väliset 
etäisyydet ja suunnat, jotka on helppo laskea deserialisoinnin jälkeen uudestaan. Sain 
myös XML-tiedoston rakennetta selvennettyä käyttämällä C#:n XML-kirjaston attribuutteja 
XML-elementtien nimeämiseen, minkä pitäisi auttaa tulevien versioiden yhteensopivuuden 
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säilyttämisessä. Nyt XML-elementit ovat C#-luokkien ja -jäsenten sijaan nimetty semant-
tisesti ja toteutusriippumattomasti.
Origami-editorin kehitystä näkyy kuvioissa 4 ja 5. Muutin elementtien asettelua Unityn 
automaattisesti hallitsemasta käsin sijoiteltavaksi, sillä ilmeisesti Unityn päivittäminen oli 
muuttanut joitain asetuksia, joita editori oli käyttänyt, enkä saanut niitä toimimaan. Uutena 
ongelmana jostain syystä undo-toiminnallisuuden lisääminen ei toimi, vaikka kaiken pitäisi 
olla konfiguroitu juuri niin kuin Unityn käyttöoppaan esimerkissä.
Keskiviikko 28.1.2015
Tänään tehtäväni on päivittää koodiprojektin luokkakaaviota ajan tasalle ja määritellä 
sääntöjä C#-luokkien jäsenten nimeämiselle ja tiedostojen organisoinnille. Olemme jo 
puhuneet esimerkiksi nimeämiskäytännöistä aikaisemmin, ja on korkea aika saada 
aiheesta konkreettisia ohjesääntöjä.
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Kuvio 4. Unity-päivitys aiheutti muutti 
rajapintaa ja rikkoi asettelun
Kuvio 5. Korjattu asettelu
Tein muutaman luokan kokoisia luonnoksia useilla kaaviointiohjelmilla – WhiteStarUML, 
Modelio ja Visual Paradigm ovat kaikki voimakkaita ja UML-standardinmukaisia ohjelmia, 
mutta päädyin lopulta jatkamaan Dian käyttämistä. Dia ei tue minkäänlaista dokumentti-
objektimallia, joten muutokset eivät näy siihen linkitetyissä elementeissä, eikä siinä ole 
kaikkia UML-standardin kuvioita. Valitsin sen siitä huolimatta osittain siksi, että se on 
helppo käyttää, sopii melko vaatimattomiin tarpeisiimme ja on minulle tuttu, mutta myös 
siksi, että Diassa on mahdollisuus lisätä UML-elementteihin kuvauskenttä, joka näkyy 
elementin alla. Nämä kommentit eivät kuulu UML-standardiin, ja siksi sitä ei löydy muista 
ohjelmista, mutta se on ihmistenvälisessä tiedonvälityksessä erittäin tehokas ominaisuus. 
Nykyaikaisessa ketterässä ohjelmistokehitysmallissa henkilökohtaista kommunikointia 
pidetään tehokkaampana mallina kuin perinteistä kaavadokumentaatiota (de Souza, 
Anquetil & de Oliveira 2005, 6–7), joten luokkakaaviosta ei kannattane tehdä täydellistä tai 
täysin standardinmukaista, kun emme sitä käytä koodin generointiinkaan.
Yrityksen wiki-sivustolla on nyt kattavampi ohjeistus koodin nimeämissäännöistä ja muista 
samanalaisista suosituksista.
Perjantai 30.1.2015
Tänään on luvassa koko tiimin kokous. Luvassa demon intron storyboardin läpikäynti ja 
tilanteen päivitys muiden kanssa, erityisesti ohjelmoijakollegani.
Suunnittelimme ja teimme tutkimusta demokentän päävastustajan sähköisen visuaalisen 
efektin mahdollisesta toteutuksesta, ja kokeilimmekin niistä paria. Efekti muodostuu 
kahdesta valokaaren tai salaman tapaisesta sähkövirrasta, jotka yhdistävät päävastus-
tajan kentässä sijaitseviin generaattoreihin ja antavat hänelle erikoisvoimia, kuten kyvyn 
lentää. Efektin ansiosta lentäminen näyttää sähkövirroista roikkumiselta, mikä sopii 
hahmon designiin hyvin; vastustaja on pappi, jonka Helvetin voimat ovat vallanneet ja 
vääristäneet ja jota ne kontrolloivat, ja hänen ulkomuotonsa on muuttunut murtuneeksi ja 
palaneeksi.
Valokaaren generointi oli mielenkiintoinen ongelma. Halusimme luoda algoritmisesti 
muuttuvan valoefektin generaattoreista päävastustajaan, joten pääsimme soveltamaan 
matemaattisia taitojamme. Unityn Asset Store -kaupasta ei löytynyt täysin meitä miellyttä-
vää efektiä, mutta löysimme Sucker Punch -peliyhtiön työntekijän blogin, jossa hän kertoo 
omasta ratkaisustaan salamaefektin generoimiseksi (Jersild 2009). Skenaariostamme 
tekee haastavamman se, että haluamme pitää haarautuvan salaman kaikki päät kiinni 
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kohteessa, joten ne eivät voi olla kokonaan satunnaisia, mutta niiden pitää olla tarpeeksi 
eläväisiä vaikuttavan tunnelman aikaansaamiseksi.
Viikkoanalyysi
Tällä viikolla tehtäväni koskivat XML-kieltä ja -kirjastoja vielä syvemmin kuin viime viikolla, 
sekä Unity-editorin laajennusten käyttöliittymän konfiguroimista. Salamaefektin suunnittelu 
ei vaatinut varsinaisesti uusia tekniikoita, mutta sen sijaan hieman matemaattista 
pohdintaa. Kokonaisuudessa melkein jokainen koodirivi, jonka kirjoitin ja joka ei ollut vain 
refaktorointia, vaati selvittämistä ja vähintään API-sivujen läpi kahlaamista. Olen toki 
tämänlaiseen työnkuvaan tyytyväinen! Minulla on vain ilmeisesti vielä paljon opittavaa, 
ennen kuin työni on vaivatonta ja intuitiivista ohjelmoimista ja suunnittelua – jos se sitä voi 
ikinä ollakaan.
Kenttäsuunnittelijamme on ottanut itselleen vastuuta myös pelimekaaniikkojen suunnit-
telusta ja testauksesta, mikä sopii minulle. Kenttäsuunnittelu on yksi kriittisimpiä rooleja 
pelikehityksessä ja on hyvä, jos rooli laajenee pelisuunnittelunkin puolelle, koska näin 
pelin eri osat sopivat paremmin yhteen (Rouse 2005, 450).
3.3 Seurantaviikko 3
Torstai 5.2.2015
Kenttäsuunnittelija tilasi skriptin, jolla voi aktivoida epäaktiivisen peliobjektin, kuten 
vihollisen, kun pelaaja pääsee määriteltyyn paikkaan. Lisäksi yrityksen foorumi pitää 
käydä läpi siltä varalta, että sinne on unohtunut pelimekaanisia keskusteluja, joita ei 
muuten ole dokumentoitu.
Aktivointiskripti on kirjoitettu ja lähetetty eteenpäin.
Yrityksen web-foorumille ja wikiin on tallennettu hieman keskustelua pelin taikavoimien 
mekaniikoista ja suhteellisesta uskottavuudesta. Olemme puhuneet kasvokkain suunnit-
teluryhmissä paljonkin siitä, millaisia voimia hahmoilla on ja miten niitä käytetään. 
Erityisesti minua on huolettanut se, miten perinteiset, visuaalisesti koreat elementaali-
loitsut sopivat omaan tarinamaailmaamme, jonka fiktionalisoidussa historiassa ei juuri ole 
kertomuksia tulipalloista tai voimakentistä. On tärkeää pitää tarinamaailma yhdenmukai-
sena, sillä muuten pelaaja turhautuu, kun pelimekaniikat ja pelaajan kyvyt eivät vastaa-
kaan toisaalla tarinassa kerrottua tilannetta (Schell 2008, 276).
18
Taustatarinaan sopisivat taioista mielestäni parhaiten sellaiset, joissa teema on maan-
läheinen: valot ja varjot, myrkyt ja taudit, spirituaalinen elinvoima. Tällaisten teemojen 
ongelmana on vain se, että vaikka loitsut olisivat muiden pelimekaniikkojen kanssa 
tasapainossa ja mielenkiintoisia vaikutuksiltaan, ne eivät silti välttämättä käänny tarpeeksi 
viihdyttäviksi ja näyttäviksi visuaalisiksi efekteiksi. Räjähdykset ja kirkkaat värit eivät toki 
ole itseisarvo pelikokemuksen kannalta, mutta muuttavat taistelutilanteen pelaajalle 
dynaamisemman ja palkitsevamman tuntuiseksi (Rogers 2010, 249–250). Jos lopulta 
hienovaraisempien efektien takia joutuisimme uhraamaan pelaajan kokemusta, on 
määrittelyn ja vaatimusten muututtava, ja tarinan tuettava niitä mekaniikkoja, jotka toimivat 
parhaiten (Schell 2008, 275). Tässä tapauksessa meidän pitäisi vain keksiä selitys 
näyttävän magiamme poissaoloon tarinamaailman historiankirjoissa.
Lauantai 7.2.2015
Pitkään työlistalla ollut ongelma on pelaajahahmon liikkuminen seinien läpi, jos ne eivät 
ole täydellisesti kohtisuorassa hahmon liikkumissuuntaan nähden. Kuviossa 6 esitetään, 
mikä ongelman aiheuttaa ja minkälaisiin osiin hahmon liike jakautuu tässä tilanteessa. 
Vaakasuora katkoviiva kuvaa hahmolle asetettua polkua, jolla järjestelmä yrittää sen 
pitää. Hahmo pyrkii liikkumaan seinää vasten nuolen 1 suuntaisesti, mutta Unityn 
fysiikkamoottori estää tämän ja kääntää osan liikkeestä seinän suuntaiseksi, mitä kuvaa 
nuoli 2. Origami-järjestelmä vuorostaan huomaa hahmon olevan poissa polulta ja yrittää 
siirtää sen nuolen 3 mukaisesti polun lähimmälle pisteelle. Lopputuloksena hahmo on 
liikkunut jonkin matkaa seinän sisälle ja lopulta voi kävellä sen läpi.
Ensimmäinen ratkaisumallini oli muuttaa polullepalautustoiminto ehdolliseksi sen suhteen, 
päätyisikö hahmo seinien läpi, ja jos näin oli, palautettiinkin hahmo sen viimeisimpään 
lailliseen sijaintiin. Toisin sanoen nuolesta 3 tehtiin vastakkainen nuolelle 2. Pelaaja ei 
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Kuvio 6. Hahmon liikkuminen ylhäältäpäin kuvattuna, kun 
vastassa on seinä
enää päässyt seinän läpi, mutta hahmo jäi värisemään nopeasti seinän eteen, sillä 
jokaisella ruudunpäivityksellä sijainnit ja suunnat olivat hieman vaihtelevat.
Toinen ratkaisu on estää pelaajaa yrittämästäkään kävellä seinän läpi. Tätä varten pitää 
jatkuvasti tutkia, onko hahmon edessä objekti, jonka läpi ei voi kävellä, ja jos on, niin 
liikevektoria rajoitetaan jo etukäteen. Hahmon lähistön skannaus ei ollut niin triviaali 
kysymys kuin ehdin kuvitella: esteet nilkan, vyötärön tai otsan korkeudella vaativat kaikki 
erilaista reaktiota. Toteutuksessani pelaajahahmosta lähtien tehdään neljä lyhyttä raycast-
fysiikkatestiä eri korkeuksilla hahmottamassa ympäristöä, ja niiden perusteella hahmo 
selviytyy portaista ja matalista tunneleista, mutta ei kävele seinien läpi.
Sunnuntai 8.2.2015
Perjantain koko tiimin tapaamisessa kuuntelimme muusikkomme kaksi uutta demoraitaa. 
Aivan aluksi roolini tässä projektissa oli muusikko, ja pelin musiikki on edelleen minulle 
tärkeä aihe, joten tehtäväkseni jäi koostaa ajatuksistamme palautetta ja löytää kappaleita 
kuvaamaan visioitamme.
Kohdalleni sattui Naughty Dog -pelitalon perustajan Andy Gavinin blogi, jossa hän kertoo 
kollegojensa kanssa Crash Bandicoot -pelin tekemisestä 90-luvulla. Sen ajan seikkailu- ja 
tasohyppelypelit olivat joko kaksiulotteisia tai epäonnistuneita, ja Naughty Dog paini 
pelisuunnitteluongelmien kanssa – miten kolmiulotteisen pelin pitäisi toimia? Muutaman 
epäonnistuneen kokeilun jälkeen he päätyivät aloittamaan uuden kentän 2D-tasohyppelyn 
säännöillä, yksinkertaisesti. Löydettyään toimivia mekaniikkoja he alkoivat laajentaa niitä 
3D-peliin sopivaksi. (All Things Andy Gavin 2011.)
Oma tilanteemme on verrattavissa tähän. 3D-tasohyppelyt ovat jo yleisiä, mutta oma 
haasteemme on 2D–3D-hybridi. Naughty Dogin lailla oikeaa ratkaisua on varmasti hyvä 
etsiä vakiintuneista käytännöistä, joita voi laajentaa tarkoitusperiimme sopiviksi. Heille ei 
ollut juuri minkäänlaista verrokkipeliä, joten he joutuivat ratkomaan uuden lajityypin 
ongelmat yksin ja he käyttivät siihen hurjasti aikaa. Johnny Gravesille on jo muutama 
esikuva, mutta Andy Gavinin kertomasta voisi päätellä, että mekin joudumme proto-
tyypittämään vielä monenlaisia versioita pelistämme.
Onnistuin löytämään muutamia musiikkikappaleita, jotka kutakuinkin sopisivat peli-
maailmamme tunnelmaan ja demokentän tilanteeseen, eli intensiiviseen ja vaiheittaiseen 
taisteluun. Tehtäväksi jää vielä jonkinlaisen tiivistelmän muodostaminen ja palautteen 
antaminen.
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Viikkoanalyysi
Monet ongelmat pelihahmojen liikkumisen kanssa ja erityisesti lauantainen fysiikkapulma 
johtuvat ratkaisustani pitää hahmot tiukasti Origami-järjestelmän suorilla poluilla. Tämän 
liikkumisrajoitteen vuoksi on hankalaa saada hahmot esimerkiksi kääntymään luonnol-
lisesti, koska polkujen käännökset ovat terävät. Jokaisen uuden toiminnallisuuden 
lisääminen – pehmennetyt käännökset, dynaaminen esteiden väistäminen, hahmojen 
ohjaaminen lähimmälle polulle – on aina erikoistapaus ja hankala toteuttaa.
Parempi vaihtoehto olisi antaa erillisen vapaan 3D-liikkumisjärjestelmän ohjata hahmoja 
joustavasti polkuja mukaillen ja pitää vain lopulliset määränpäät tiukasti Origami-poluilla. 
Kaikki edellämainitut ongelmat olisi huomattavasti helpompaa ratkaista, ja vieläpä 
yhteisillä metodeilla. Kolmiulotteisista poluista johtuen peliämme vastaavia ennakko-
tapauksia ei ole löytynyt laisinkaan.
3.4 Seurantaviikko 4
Perjantai 13.2.2015
Tämän perjantain kokous järjestetään yrityksen uudella toimistolla. Luonamme käy 
päivällä Haaga-Helian H2-lehden toimittaja, joka tekee yrityksestämme artikkelia. 
Teemme ohjelmoijakollegani kanssa työtä vielä demon visuaalisten efektien parissa.
Saimme salamaefektit astetta realistisemman näköisiksi. Nyt valokaaret piirretään 
vihollishahmon ja generaattoreiden väliin viisi kertaa sekunnissa, ne haarautuvat riippuen 
välimatkasta ja kaaret liikkuvat ja aaltoilevat eläväisesti. Mallinamme toimivat videot 
teslakäämeistä. Efektissä on vielä varaa jatkokehitykselle, koska valokaaren epäsään-
nöllistä käyttäytymistä ja muotoa, jotka näkyvät kuviossa 7, on vaikea mallintaa.
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Käytämme salaman renderöintiin Unityn Line Renderer -komponenttia, joka on toiminnal-
lisuuksiltaan hyvin rajoittunut. Salamat eivät voi haarautua kuin kerran ja haaran kirkkaus 
ei voi muuttua. Olemme harkinneet monipuolisempien lisäosien ostamista.
Lauantai 14.2.2015
Käyttämäämme A*-polunetsintäkirjastoon on saatavilla päivitys, joka lisää muun muassa 
tuen liikkuvien esteiden kiertoon, jota tarvitsemme vielä varmasti – ehkä jo seuraavassa 
demossa. Olemme kuitenkin muokanneet kirjaston lähdekoodia omiin tarpeisiimme 
sopivaksi, joten yksinkertainen vanhojen tiedostojen korvaaminen ei onnistu.
Ainoa tapa ladata päivitetty A*-kirjasto on yhtenä pakattuna tiedostona Unityn 
.unitypackage-tiedostomuodossa. Jos kirjaston lähdekoodi olisi saatavilla esimerkiksi Git-
versionhallinnan avulla verkosta, sen muutokset voisi helposti sulauttaa omaan 
versioomme automatisoidusti (Chacon & Straub 2014, 71). Sen sijaan kolmansien 
osapuolten kirjastot joudutaan päivittämään vertaamalla niiden kahta viimeisintä versiota 
omaan koodikantaamme käsin. Jos muutosten sijaan olisimme tehneet uusia tiedostoja 
omia tarpeitamme varten, ei koko ongelmaa olisi päässyt syntymään, ja tämä onkin 
mielestäni paras keino säilyttää kaikkien tiedostojen ylläpidettävyys.
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Kuvio 7. Teslakäämin valokaaria (Pixabay 2013)
Toinen keino hallinnoida päivityksiä ja helpottaa tiimityöskentelyä versionhallinnan kanssa 
on jakaa versionhallinta haaroihin (branch). Haarauttaminen mahdollistaa uusien 
ominaisuuksien kehityksen omassa ympäristössään ja niiden yhdistämisen päähaaraan 
siististi. Päivitykset voi asentaa vanhan haaran päälle ja uusien muutosten yhdistäminen 
kehityshaaraan sujuu kokonaan automaattisesti, jos tiedostot ovat yhteensopivat. (Chacon 
& Straub 2014, 91–94.)
Sunnuntai 15.2.2015
Kokeilin eilen uudelleen Origami-editoria ja totesin, ettei polkujen serialisointi toimi vielä 
oikein – tekemäni XML-tallennustoiminto toimii, mutta sen vaatimat muutokset Origami-
luokkiin aiheuttivat sen, että Unity kadottaa nyt osan datasta editorin siirtyessä muokkaus-
tilasta pelitilaan ja päinvastoin.
Eri tilanteissa kannattaa käyttää erilaisia tekniikoita Unityn peliobjektien serialisoimisessa. 
Luokka, joka on merkitty System.Serializable-attribuutilla, serialisoidaan yksinkertaisesti 
tallentamalla jäsenten arvot ja deserialisoidaan luomalla uusia objekteja, joilla on nämä 
arvot. Kaksi jäsentä, jotka osoittavat yhteiseen objektiin tallennetaan siis kahteen kertaan 
erikseen ja yhteys niiden välillä rikkoutuu. Luokka, joka puolestaan perii 
UnityEngine.ScriptableObject -luokasta, muistaa yhteiset viittaukset, kun se serialisoi-
daan, mutta vaatii enemmän resursseja ohjelmalta. (Cooper 2012.)
Datan säännöllinen katoaminen johtui useammasta tekijästä. Joitain objekteja luotiin 
deserialisoinnin yhteydessä väärään aikaan ja väärällä tavalla, jolloin ne eivät säilyttäneet 
tallennettuja arvoja. Suurin ongelma oli kuitenkin se, että itse Origami-editoriskripti kadotti 
yhteyden Origami-peliobjektiin, joka sisältää kaikki tiedot poluista pelin ollessa käynnissä. 
Peliobjekti tuhotaan ja luodaan uudelleen aina pelitilan vaihtuessa, mutta editori viittasi 
tuhottuun objektiin ja tallennetut tiedot näyttivät kaikki katoavan.
Viikkoanalyysi
Yrityksellä ja tiimillä on nyt oma tila, jossa työskentelemme ainakin kolmen hengen voimin 
arkisin. Kommunikaatio tehostuu ja tiimin yhteinen motivaatio voi nousta, kun työskente-
lemme yhdessä (Pyöriä 2009, 40). Etätyössä on itselleni hankalampi arvioida tehtävien 
tärkeyttä ja suhdetta muiden työhön. Viime kädessä on kyse etätyön tuomien edellytysten 
sopivuudesta työntekijälle.
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Tiimille on edullista alkaa hyödyntää useampia kehityshaaroja versionhallintajärjestel-
mässä. Git-järjestelmä on suunniteltu haarauttamisominaisuuksien ympärille, ja tästä 
toimintamallista on vain hyötyä (Chacon & Straub 2014, 81).
3.5 Seurantaviikko 5
Tiistai 17.2.2015
Osoittautui, että Origami-editorini ei ole vieläkään valmis. Olin keskittynyt vain polkujen 
kamera-asetusten ja muun oheisdatan tallentamiseen, ja jättänyt huomiotta sen, että 
hyödyllisimmillään editori tallentaisi tietenkin myös polkujen pisteiden sijainnin. Siis toisin 
kuin aiemmin kirjoitin, myös pelimaailman noodiobjektit, joista polut rakentuvat, kannattaa 
serialisoida.
Nyt myös noodit ovat saaneet oman DTO-vastineensa, joka serialisoidaan XML-muotoon. 
Niistä tallennetaan sijainnin lisäksi suunta ja koko, ja jokaiselle annetaan oma tunniste-
numero, joka vastaa polkuihin tallennettuja numeroita. Deserialisointivaiheessa linkit 
voidaan rakentaa uudelleen.
Uuden osan myötä serialisointijärjestelmästä tuli toteutukseltaan vähemmän suora-
viivainen. Nyt järjestelmän pitää käsitellä ja yhdistellä tietoja kahdesta eri lähteestä, ja tälle 
järjestelylogiikalle ei ole itsestäänselvää paikkaa lähdekoodissa. Ohjelmiston kehittäminen 
siistiksi ja modulaariseksi vaati hieman enemmän aikaa kuin koodin kirjoittaminen 
ensimmäiseen käsille sattuvaan luokkaan, mutta toivottavasti maksaa itsensä takaisin 
myöhemmin.
Keskiviikko 18.2.2015
Origami-editori kaipaa vielä viimeistelyä. Unity 5 -betaversio on ladattavissa Unity Pro 
-lisenssin omistajille. Kun saamme versionhallinnan taas ajan tasalle, saattaa olla 
kannattavaa samalla siirtyä uuteen versioon moottorista.
Muutamia viimeisiä ongelmia on korjattu Origami-serialisoinnissa.
Unity 5:n valaistusominaisuudet ovat huomattavasti kehittyneemmät kuin tällä hetkellä 
käyttämämme. Nykyinen valaistus luodaan osittain etukäteen lightmapping-tekniikalla, 
jolloin tasapainottelu oikean valomäärän ja varjojen, sekä etukäteen laskettujen ja 
reaaliaikaisten valojen kanssa on haastavaa ja muutosten kokeilu hidasta.
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Uudessa Enlighten-valaistusmoottorissa voi käyttää samoja lightmapping-tekniikoita, 
mutta kiinnostavana vaihtoehtona on uusi holistinen ja reaaliaikainen global illumination 
-tekniikka. Valot ja varjot lasketaan realistisesti ja fysiikan lakeja noudattaen, ja 
suunnittelutyön pitäisi olla sujuvampaa ja yksinkertaisempaa. (Mortensen 2014.)
Perjantai 20.2.2015
Viikottainen kokous luvassa tänään. Esityslistalla graafikkojen työhön liittyviä asioita, 
kuten se, että tiimin uusina jäseninä heillä on vielä hieman puutteellinen kuva pelin 
maailmasta ja tarustosta.
Pelin visuaalinen ulkoasu on puhuttanut tiimiä jo jonkin aikaa. Pelin välianimaatiot 
toteutetaan sarjakuvamaisesti piirretyillä kuvilla, mutta itse pelattavuuden aikaista 
Johnnyn, vihollisten ja maailman tyyliä ei ole lyöty lukkoon. Alunperin suunnitelmanamme 
oli tehdä grafiikoista voimakkaasti tyylitellyt ja sarjakuvamaiset, ja näin helpottaa 
työtaakkaamme tehdessämme tekstuureja ja efektejä. Jos alkaisimme luomaan realistista 
grafiikkaa, emme saisi sitä tehtyä pienellä tiimillä tarpeeksi nopeasti emmekä tarpeeksi 
laadukkaasti kilpailemaan muita realistisia pelejä vastaan.
On kuitenkin osoittautunut, että suuren osan tarpeistamme täyttävät kolmansilta 
osapuolilta ostetut mallit ja tekstuurit, jotka ovat poikkeuksetta tyyliltään realistisia. 
Vaihtoehtoinamme on siis muokata näistä kaikista tyyliimme sopivat, tai täydentää niitä 
omilla realistisilla tuotoksillamme. Arvioimme onnistumismahdollisuutemme suuremmiksi, 
kun noudatamme jälkimmäistä strategiaa. Lisähaasteen tyylitellylle ulkoasulle antaa myös 
sen vaatima hyvin selkeä artistinen visio lopullisesta tyylistä, jota meillä ei toistaiseksi ole, 
ja jonka luomiseen emme halua nyt käyttää enempää aikaa kuin on välttämätöntä.
Viikkoanalyysi
Tarvitsemme demokenttään ja päävastustajahahmoon lisää ohjelmoituja toiminnal-
lisuuksia, jotta tiimin jäsenet pääsevät eteenpäin työssään. Monet tekniset päätökset 
riippuvat myös siitä, miltä näiden toiminnallisuuksien pitää näyttää, joten graafikoilta 
tarvitaan konseptitaidetta. Tällä hetkellä tiimin jäsenillä on vielä muuta itsenäistä tehtävää, 
mutta pullonkaulaa ei saa päästää syntymään.
Vaikka päädyimme käyttämään ostamiamme tarpeita sellaisenaan määritellen vähintään 
pelin ympäristön ja taustojen visuaalisen tyylin realistiseksi, on pelin hahmojen tyylin 
suhteen vielä liikkumavaraa. Uskon, että voimme pitää ne sarjakuvamaisina ja yksin-
kertaisempina kuin ympäristönsä ilman, että maailma näyttää pelaajalle liian ristiriitaiselta 
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tai vieraannuttavalta. Brändäyksen ja kiinnostavuuden kannalta lienee edullista, että 
maailmalla on tunnistettava ja omalaatuinen ulkonäkö. Tämänkaltainen ero ympäristön ja 
pelaajahahmon välillä, jossa yksityiskohtaiset ja uskottavat paikat ovat kontrastina yksin-
kertaiselle tai jopa piirteettömälle hahmolle, saattaa myös saada pelaajan samastumaan 
ja sitoutumaan peliin voimakkaammin (Schell 2008, 313).
3.6 Seurantaviikko 6
Tiistai ja keskiviikko 24.–25.2.2015
Saatuamme omat toimitilat ja hieman laitteistoa on mahdollista asentaa Unity Asset 
Server omalle palvelimellemme ja ottaa käyttöön koko projektin versionhallinta. Tehtäväni 
on alkaa asentaa käyttöjärjestelmää ja ohjelmistoa saamallemme tietokoneelle, jota 
käytämme palvelimena.
Asset Server -ohjelma toimii muun muassa GNU/Linux-käyttöjärjestemällä, vaikka itse 
Unity-editori ei. Linux on minulle tuttu ja yritykselle huomattavasti edullisempi kuin 
Microsoft Windows -lisenssi, joten aloin asentaa Ubuntu Server -Linux-distribuutiota 
tietokoneelle. Loin käynnistettävän USB-muistitikun, jolla oli käyttöjärjestelmän levykuva, 
ja asennus siitä kovalevylle sujui hyvin, kunnes se pysähtyi määrittelemättömään 
virheeseen. Keskustelupalstojen ohjeiden perusteella kopioin levykuvan eri käyttöjärjes-
telmillä ja eri ohjelmilla, käytin useita eri muistitikkuja ja vaihdoin BIOS-asetuksia. 
Virheviesti vaihtui joka kerta hieman, mutta en saanut asennusta sujumaan loppuun asti. 
Viimeisenä asennus ilmoitti verkkoyhteysvirheestä, vaikka olin määritellyt kaikki yhteydet 
pois päältä.
Jatkuva muistitikkujen ja kiintolevyn alustaminen ja asentaminen vei paljon aikaa, kuten 
myös virheviestien selvittely, ja onnistuin käyttämään kaksi päivää tähän ilman 
konkreettista tulosta.
Torstai 26.2.2015
Viimeisimmän virheilmoituksen aiheuttaneeseen ongelmaan löytyi lopulta uusi ratkaisu – 
emolevyn integroidun verkkosovittimen kytkeminen pois päältä – mutta en ehtinyt eilen 
kokeilla sitä. Jatkan siis siitä mihin jäin.
En päässyt asennuksessa siihen vaiheeseen, jossa olisin voinut nähdä, toimiko mainitse-
mani ratkaisu, koska asennus alkoi oireilla uudella tavalla jo ennen tätä. Päätin tarkistaa 
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kiintolevyn kunnon. Ubuntu Server -levykuvassa on mukana yksinkertainen live-ympäristö, 
jonka avulla yritin tutkia kiintolevyn. Osoittautui, ettei se kuitenkaan tarjonnut riittävästi 
työkaluja levyn kunnon varmistamiseen, joten kopioin eri muistitikulle toisen Linux-
järjestelmän, joka on erityisesti huoltotoimenpiteisiin suunniteltu. Työkalujen dokumen-
taation selvittelyn jälkeen sain viimein kiintolevyn S.M.A.R.T.-diagnostiikan avulla tietää, 
että levyllä on pilaantuneita sektoreita (bad sectors). Muutaman epäonnistuneen korjaus-
yrityksen jälkeen tulin viimein siihen tulokseen, että levy on juuri alkanut hajota lopullisesti. 
Tarvitsemme uuden.
Perjantai 27.2.2015
Perjantaikokoukselle ei ole erityistä agendaa. Keskustelemme nykyisestä tilanteesta ja 
suunnitelmista.
Yrityksen hankintalistalle lisättiin Hutong Gamesin PlayMaker- Unity-lisäosa, joka 
mahdollistaa pelin toimintojen visuaalisen skriptauksen (visual scripting). Korkean tason 
skriptikielten avulla pelin ominaisuuksien toteuttaminen nopeutuu ja yksinkertaistuu, koska 
kielen rajapinta on rajoitetumpi ja erikoistuneempi kuin matalan tason ohjelmointikielten, 
tässä tapauksessa C#:n (joka on jo itse yksinkertaistettu rajapinta Unityn sisäiselle C++-
koodille). Skriptikieli käyttää modulaarisia ja uudelleenkäytettäviä komponentteja, jotka 
matalamman tason kieli tarjoaa sille, ja voi tällä tavalla pitää syntaksinsa kompaktina ja 
tehokkaana. Tämä helpottaa ohjelmoijan ja suunnittelijan työtä monella tavalla, kun myös 
työn uudelleenkäytettävyys ja muokattavuus paranee. (Kappel ym. 1989, 123–124.)
Visuaalisessa skriptauksessa komponentit esitetään graafisina elementteinä, jotka 
havainnollistavat järjestelmän rakennetta paremmin kuin pelkkä teksti. Komponentteja 
kuvaavat elementit voivat näyttää vain kontekstissaan olennaisen sisällön ja kontekstin 
määrittelevää näkymää voi vaihtaa helposti. (Kappel ym. 1989, 130–131.)
Jo nämä lähtökohdat tekevät visuaalisesta skriptaamisesta hyvin houkuttelevaa, sillä se ei 
vaadi käyttäjäänsä kiinnittämään huomiota matalan tason toteutustapoihin, vaan käyttäjä 
voi keskittyä skriptin loogiseen rakenteeseen. PlayMaker on lisäksi ajan myötä kehittynyt 
Unity-pelikehitykselle erityisen sopivaksi valmiine komponentteineen, joten uskon, että 
lisäosan hankinta on erittäin hyödyllistä ja demokratisoi tiimin sisällä toimintojen suunnit-
telua ja toteuttamista.
Saamme uuden kiintolevyn ensi viikon alussa toimitusjohtajalta, jolloin palvelimen 
asennus saattaa päästä yhden askeleen eteenpäin.
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Viikkoanalyysi
Palvelimen käyttöjärjestelmän asentamisen piti olla nopea ensimmäinen askel Asset 
Serverin käyttöönotossa, mutta se vei kolme–neljä päivää työajastani. Jos kokonaisaika 
olisi ollut selvä jo alusta alkaen, olisin lykännyt tehtävää ja keskittynyt töihin, jotka edes-
auttavat muun tiimin toimintaa. Kaikkiin asennustyössä vastaan tulleisiin ongelmiin löytyi 
kuitenkin välitön ratkaisu, joka olisi potentiaalisesti voinut selvittää koko asennuksen, ja 
siksi jatkoin työtä sen kanssa. Ongelmia tuli kuitenkin jatkuvasti lisää sitä mukaa kun 
vanhoja sai ratkottua, ja loppujen lopuksi vika olikin vielä aivan muualla.
Tämänkaltainen työ on turhauttavaa, kun jälkiviisauden turvin voi nähdä, miten ongelmia 
alkoi ratkaista väärästä suunnasta ja parin päivän työn olisi voinut välttää tutkimalla 
kiintolevyn heti. On vain uskottava, että kaikki tämä oli välttämätön askel siihen, että 
saamme palvelimen lopulta toimimaan.
3.7 Seurantaviikko 7
Tiistai 3.3.2015
Tänään saan palvelinta varten uudet kiintolevyt, ja työ jatkunee asennuksen merkeissä.
Toimitusjohtaja halusi tarkastaa, onko kiintolevyille jäänyt tietoja, jotka pitäisi pelastaa. 
Kummallakin on asennettuna Microsoft Windows 98 -käyttöjärjestelmä, mutta ne eivät 
käynnistyneet johtuen laitteistosta, jota käyttöjärjestelmät eivät tunnistaneet. Sisältöjä 
pitäisi siis tutkia taas Linux-live-ympäristön avulla. Aiemmin käyttämäni ympäristö oli 
komentorivipohjainen, ja vaikka kuvatiedostojen avaaminen olisi voinut sillä onnistuakin 
(FIM: fbi improved home page 2015), olisi tämä vienyt liikaa aikaa saada toimimaan. Etsin 
ja asensin siis jälleen uuden graafisen käyttöjärjestelmän.
Keskiviikko 4.3.2015
Tänään jatkan projektin päivittämistä Unity 5 -versioon ja kenttäsuunnittelijan tuotosten 
integrointia pääprojektiin.
Eilen hankkimani graafinen live-käyttöjärjestelmä vaikutti aluksi toimivan muuten, mutta 
kuvatiedostot eivät auenneet. Tutkin mahdollisia ratkaisuja ja vaihtoehtoisia käyttö-
järjestelmiä, ja lopulta sain asennettua yhden, joka toimi odotetulla tavalla. Toimitusjohtaja 
ei ollut kuitenkaan paikalla, joten jään odottamaan sopivaa hetkeä jatkaa.
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Avattuani projektimme Unity 5:llä sain liudan virheviestejä ja varoituksia eteeni. Aloin 
ratkomaan niitä, mutta en päässyt vielä kovin pitkälle. Käyttämässäni Unity 5:n beta-
versiossa projektin koodin automaattinen päivitys yhteensopivaksi uuden rajapinnan 
kanssa ei ilmeisesti toimi vielä aivan odotetulla tavalla.
Perjantai 6.3.2015
Perjantaipalaverin aika. Vaikka esityslista on tyhjä, löytynee keskustelun aiheita. 
Toimitusjohtaja on tänään paikalla, joten pääsemme varmaankin eteenpäin kiintolevyjen 
katsauksen kanssa.
Palaverissa puhuimme pelimaailman tilanteesta ja tämänhetkisistä ongelmista. On 
tärkeää, että markkinoidessamme pelimaailmaa sen mekaniikat, hahmot ja visuaalinen 
asu välittyvät nopeasti yleisölle, mieluiten jonkin visuaalisen viestintämetodin avulla. 
Toistaiseksi meillä ei ole paljoa sisältöä, joka toteuttaisi tämän ja jota voisimme käyttää 
esittelymateriaalina. Ideoimme useita sisältötyyppeja, joita voimme käyttää lähiaikoina 
markkinointimateriaalina ja alkusoittona Johnny-faneille.
Katsoimme palvelimen kiintolevyt läpi ja kopioimme halutut tiedot talteen. Alustin levyt 
asennusta varten, mutta huomasin ongelman, joka minun olisi pitänyt nähdä heti levyt 
saatuani. Kiintolevyillä on alustuksen jälkeen yhteensä 12 gigatavua tilaa, ja riskinä on, 
ettei se riitä pitkäksi aikaa. En ollut osannut ollenkaan varautua siihen, että kiintolevyjen 
koko osoittautuisi esteeksi, mutta levyt olivatkin tarpeeksi vanhoja tämän ongelman esille 
nousemiseksi. Hankintalistalle on nyt lisätty siis joka tapauksessa uusi kiintolevy.
Lauantai 7.3.2015
Täydennän aikaisemmin tekemääni tutkimusta pelin musiikin suhteen. Jonkinlaisia yleisiä 
esteettisiä ohjesääntöjä pitäisi kirjata ylös.
Kuuntelin tuntemieni pelien ääniraitoja ja yritin etsiä tyyliin sopivia uusia tuttavuuksia, 
heikohkolla menestyksellä. Pelin teemoja ovat mystisyys, urbaanius ja päähahmon 
moraalinen kamppailu, mutta löytämäni musiikki on miltei poikkeuksetta yksioikoista 
paatosta. Löydettävissä on varmasti näihin elementteihin sopivaa musiikkia, mutta niiden 
löytäminen vaatii saamieni tulosten perusteella erityisiä etsintätapoja. Kirjoitin wikiin 
ajatuksiani teemoista ja äänimaailmasta ja jään odottamaan palautetta muulta tiimiltä; 
päätämme yhdessä ovatko ne toistaiseksi sopivia hyväksytyiksi ohjenuoriksi.
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Viikkoanalyysi
Tämä on ollut jo toinen perättäinen viikko, jonka aikana olen saanut vain vähän aikaan 
projektin teknisen edistymisen kannalta. Meidän tarvitsee yhä saada pelattavuus sille 
tasolle, että sitä voi testata ja testauttaa, mutta tätä tahtia emme pääse sinne.
Olen käyttänyt aikaa tehtäviin, jotka eivät ole projektin onnistumisen kannalta kriittisiä. 
Kokonaisvaltaisen versionhallinnan käyttöön ottaminen olisi tulevaisuudessa tiimin 
työskentelyn kannalta äärimmäisen hyödyllistä, ja menneellä viikolla arvioin jälleen 
tehtävässä jäljellä olevan työmäärän kerta toisensa jälkeen niin pieneksi, että siihen 
kannattaisi käyttää vielä vähän aikaa. Kuitenkaan versionhallinnan hyödyt eivät olisi olleet 
välittömiä, koska tällä hetkellä tärkeimmät tehtävät – tehtävät jotka edesauttaisivat muiden 
työskentelyä ja projektin etenemistä – eivät välttämättä tarvitsisi sitä.
On haastavaa löytää tasapaino tulevaisuuden kannalta työskentelyä edesauttavien mutta 
nyt aikaa vievien tehtävien, ja tällä hetkellä konkreettisia tuloksia aikaansaavien tehtävien 
välillä. Tämänkaltaisten ongelmien jatkuva esiintulo saattaa mielestäni viitata myös 
yksinkertaisesti työvoimapulaan. Tehtävää on enemmän kuin tekijöitä. Olen tuonut esille, 
että lisätyövoima ohjelmointitiimissä voisi olla tarpeellista.
3.8 Seurantaviikko 8
Keskiviikko 11.3.2015
Tänään aion jatkaa wikiartikkeliani pelin musiikista ja tehdä aiheesta jatkotutkimusta. 
Toivottavasti ehdin myös yhdistää tiimin jäsenten projekteja.
Kokeilin muutamia musiikillisia ideoita, jotka ovat pyörineet mielessäni jonkin aikaa. Tein 
sekvensseriohjelmistolla nopean demonstraation sävyistä ja melodioista, jotta voisin 
ilmaista ne muulle tiimille, sillä ilman konkreettista esimerkkiä on vaikeaa välittää tarkkoja 
musiikillisia ideoita muille.
Musiikin olisi hyvä tukea pelin tarinaa ja miljöötä, ja olen itse pyrkinyt tähän. Pelissä 
tärkeitä teemoja ovat pelaajahahmon kamppailu sisäisen syvän pahuutensa ja juuri 
heränneen hyvyytensä välillä, sekä epävarmuus omasta menneisyydestä ja vihollisten 
motiiveista. Pelin tarinan tyylilajin ja aikakauden – urbaani fantasia ja 70–80-luku – olisi 
myös hyvä näkyä kokonaisvaltaisesti esteettisissä ratkaisuissa.
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Muiden kehittäjien muutosten yhdistäminen ei päässyt alkamaan vieläkään. On epä-
selvää, mikä olisi paras tapa edetä sen suhteen: uuden koodin voisi kopioida kollegojeni 
projekteihin, tai uudet kentät ja resurssit omaan projektiini. Kummassakin tapauksessa 
kohdataan samanalaisia haasteita yhteensopivuudessa ja uudelleenkonfiguroinnissa.
Perjantai 13.3.2015
On jokaviikkoisen kokouksen vuoro. Esityslistalla on muun muassa testauksen 
järjestäminen ja lisätyövoiman hankkiminen ohjelmointiin.
Päätimme järjestää yleisötestaussessioita kuukauden tai kahden kuluttua. Kokoamme 
kohdeyleisöämme vastaavia vapaaehtoisia ja pidämme tarkasti määritellyn ja valvotun 
testaussession, jossa koehenkilöt pelaavat demokenttää ja joku tiimistä tarkkailee 
testaajan reaktioita ja ratkaisuja. Sen jälkeen pyydämme testaajaa vastaamaan muuta-
maan kysymykseen ja kertomaan, mistä hän piti ja mistä ei pitänyt. Pelin valmisteleminen 
ensimmäiseen testitilaisuuteen on nyt lyhyen aikavälin tärkein tehtävämme. Siinä pitää 
olla tarpeeksi ominaisuuksia testattavaksi, jotta saamme mahdollisimman kattavasti 
palautetta ja voimme ohjata kehitystä oikeaan suuntaan.
Esitin keskustelunaloituksen pelin mekaniikkojen ja sisällön rajauksen uudelleenmäärit-
telemisestä. Demoprojektin jälkeen, kesän alussa, aloitamme loppupelin tekemisen. 
Minusta pelin peruskonseptia olisi hyvä tarkastella realistisesti silloin. On todennäköistä, 
että emme saa dramaattista lisäystä työvoimaamme ennen kuin julkaisemme pelin, ja 
meidän täytyy varmistaa, että rajaamme jatkosuunnitelmamme oikein.
Viikkoanalyysi
Pelikehittäjistä tulee projektin aikana sokeita luomansa materiaalin laadulle. Kun 
työskentelee intensiivisesti jonkin teoksen kanssa pitkään, kyky tehdä objektiivisia arvioita 
sen laadusta tai edistymisestä vähenee. Ulkopuolisia testaajia hyödyntävä ja tarkasti 
suunniteltu sessio on peliprojektille hyödyllinen testausmuoto. (Rogers 2010, 30; Schell 
2008, 392–394)
Menestyäkseen on välttämätöntä, että tiimimme kykenee kohdistamaan rajalliset 
resurssinsa oikein. Testaaminen kehityksen aikana auttaa tuotteen elinkelpoisuuden 
selvittämisessä ja projektin keston hillitsemisessä (York 2012, 3).
Testaukseen voi valmistella pelistä version, jossa on kaikki sen sisältö yksinkertaisesti ja 
karusti toteutettuna, mikä antaa yleiskuvan pelin toiminnasta (horizontal slice). Toinen 
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vaihtoehto on valmistella vain lyhyt, ominaisuuksiltaan karsittu, mutta loppuun asti hiottu 
versio (vertical slice). (York 2012, 3)
Vaikka ensimmäinen vaihtoehto voisi olla hyödyllinen ja antaa tietoa pelin kulusta, joka on 
tiimillemme vielä epäselvä aihe, on mielestämme silti kannattavampaa tehdä näyttävä ja 
lyhyt demo testattavaksi ja julkaistavaksi, koska se on keskivertokuluttajalle ja kohde-
yleisöllemme lähestyttävämpi ja huomiotaherättävämpi. Tarvitsemme demon, jonka 
voimme esitellä luottavaisesti ulkoisille sidosryhmille, kuten sijoittajille. Riskinä on se, että 
tämänlaisen demon kehittämisen aikana emme saa sitä testattua iteratiivisesti, mikä 
heikentää sen laatua (Schell 2008, 80).
Mentorimme sanoi, että menestyäkseen indie-pelin pitää valita yksi osa-alue, jolla tuote 
on fantastinen ja sijoittaa kaikki resurssinsa siihen. Muihin aiheisiin voi keskittyä myöhem-
min ja niistä voi tinkiä, jos tuotteella on toimiva ydin. Toistaiseksi johtoajatuksemme pelin 
kehittämisessä ovat olleet yksinkertainen, lähestyttävä pelimekaniikka ja rikas fantasia-
maailma taustalla.
Ahtailla indie-markkinoilla meillä ei ole varaa olla keskiverto, ja tämän varmistamiseksi 
pelin uudelleenmäärittely on tarpeen. Keskittymällä vain tarinaan joutunemme ainakin 
osittain kilpailemaan muiden pelien lisäksi kirjoja, elokuvia ynnä muita tarinapohjaisia 
teoksia vastaan. Pelimarkkinoilla erottuaksemme pitää pelattavuuden olla vetävä joka 
tapauksessakin. Pelimekaniikkamme ei kuitenkaan nyt ole mielestäni erityisen nokkela 
puhumattakaan fantastisesta, eikä se myöskään korosta tarinan pääosaroolia. Suunnitel-
man uudelleentarkasteleminen ja yksinkertaistaminen auttaa myös virheliikkeiden 
korjaamisessa, koska virheet alkavat näkyä tuotteessa ennen kuin kehittämiseen on 
käytetty ylen paljon voimavaroja.
32
4 Pohdinta ja päätelmät
Tiimin kokoonpano on vaihtunut hieman opinnäytetyön aikana ja vaihtunee jatkossakin. 
Silti suurimmat määritellyt roolini pelin kehityksessä, pelisuunnittelija ja vastaava 
ohjelmoija, ovat pysyneet päätehtävinäni tänä aikana. Käytännössä olen myös osallistunut 
visuaalisen tyylin ja musiikin suunnitteluun ja tarinamaailman luomiseen sekä tehnyt 
vaihtelevia IT-tehtäviä, kuten palvelinasennusta. Käytin myös huomattavasti aikaa 
teknologioiden tutkimiseen sekä kolmansien osapuolten resurssien ja ohjelmistojen 
kartoittamiseen ja vertailuun.
Osaamiseni on kehittynyt tietenkin päiväkirjaosassa erikseen mainituissa teknologioissa, 
kuten Unityssä ja XML:ssä, mutta ammattitaidon kannalta tärkeämpää kehitystä on 
tapahtunut silti ehkä kehitystiimin kanssa peliä testatessa ja suunnitellessa. Myös startup-
työskentelyn luonne ja sen ennakoimattomuus selkeytyy koko ajan. Erityismaininnan 
ansaitsee myös Git-versionhallinta, jonka osaamisen tärkeys kasvaa projektin ja tiimin 
kasvaessa.
Pelin kehitysprosessi on ollut hidas, osittain tiimin kokemattomuuden ja pienen koon takia. 
Tiimin kenttäsuunnittelija on ottanut ajan mittaan paljon vastuuta pelattavuuden 
kehityksestä ja teknisestä toteutuksestakin visuaalisen skriptikielen avulla. Sen sijaan 
ohjelmointitiimini toinen jäsen on joutunut keskittymään muihin töihin jakson seuranta-
jakson loppupuolella. Teknisiä tehtäviä on enemmän kuin me kolme voimme työaika-
namme toteuttaa, ja se johtaa siihen, että emme etene projektin vaatimalla aikataululla. 
Nopea ja iteratiivinen testaus- ja kehitysprosessi on hyvä tapa selvittää toimivia ominai-
suuksia ja hioa pelattavuutta – ohjelmistoyritysmaailmassa on tapana kehottaa tiimejä 
selvittämään nopeasti, onko tuote kelvoton ("fail fast"), jotta suuntaa voi muuttaa vielä kun 
se on mahdollista ja oikeat ratkaisut löytyvät mahdollisimman nopeasti (Hall 2008). Emme 
ole päässeet kiinni tähän työtapaan.
Opinnäytetyön edetessä työtehtävieni painopiste on siirtynyt päävastuualueistani eli pelin 
suunnittelusta ja ohjelmoinnista kohti hajanaisempia töitä, mikä ei ole ollut aivan tarkoituk-
senmukaista. Syynä on ajattelematon priorisointi, joka yhdessä opinnäytetyön kirjoittami-
sen aiheuttaman työn kanssa on hidastanut pelin kehitystä.
Nimenomaisia ratkomiani käytännön ongelmia ja käyttämiäni tekniikoita käytännön tasolla 
käsittelevää kirjallisuutta ei juuri ole. Toisaalta opinnäytetyön luettavuuden ja kiinnosta-
vuuden kannalta olennaisempaa lieneekin pelisuunnittelun ja ohjelmoinnin tyylit ja teoriat, 
koska niiden hyödynnettävyysarvo on ulkopuoliselle lukijalle huomattavasti korkeampi. En 
ole kuitenkaan päässyt keskittymään pelisuunnittelun aiheisiin niin paljon kuin olisin 
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halunnut, sillä työni projektin eteen ei ole vaatinut sitä ja suuri osa suunnittelusta ja 
määrittelystä on saatu tehtyä jo ennen opinnäytetyöjakson alkua.
Olen käyttänyt kirjallisuuslähteitä hyväkseni hieman väärin päin ihanteelliseen työtapaan 
nähden. Sen sijaan, että tekstit olisivat toimineet analyysini inspiraationa, olen analyysit jo 
kirjoitettuani etsinyt viitteitä ja muita näkökulmia tekemiini töihin. Toisaalta toimintatapani 
kuvaa työni luonnetta – jatkuvasti vaihtelevaa projektityöskentelyä aloittelevassa yrityk-
sessä. Työtehtäviäni ei voi ennustaa tarkasti ja yrityksen toiminnan kannalta minulla ei ole 
varaa jäädä analysoimaan peliteoreettisesti kiinnostavia mutta projektin etenemistä 
edistämättömiä asioita. Viikkoanalyyseissä käsittelemäni asiat ovat olleet juuri niitä 
asioita, joiden kanssa kehitystiimi on paininut sillä hetkellä ja joita on ollut välttämätöntäkin 
analysoida.
Ajankäyttöni opinnäytetyön tekemisen aikana on ollut hieman harkitsematonta. Olen 
jättänyt päivärapottien viimeistelyn ja viikkoanalyysin kirjoittamisen viikonlopulle, ja 
varannut tähän liian vähän aikaa. Olisin voinut keskittyä hieman enemmän työskentelyni 
ja työni kohteen perusasioiden kuvailuun ottaen huomioon ulkopuolisen näkökulman, ja 
käsitteiden avaamiseen, joka olisi sekä tarjonnut lisäanalysoitavaa että saanut työn 
luultavasti vielä helpommin luettavaksi ja yhtenäisemmäksi.
Tiimin toiminnassa ja opinnäytetyöprosessissani olisi siis selvästi paljon parantamisen 
varaa, mutta pelin kanssa työskentely on jatkuva oppimisprosessi, josta hyödymme ja 
kasvamme koko ajan koko tiimin kanssa.
Opinnäytetyön aikana esille on tullut toistuvasti kysymys priorisoinnista ja tasapainosta 
pitkänäköisyyden ja välittömän tuotteliaisuuden välillä. Extreme Programming on suosittu 
ketterä ohjelmistokehitysmenetelmä, joka on suunniteltu muuttuvia määritelmiä ja 
vaatimuksia kestäväksi (Wells 2013). Eräs menetelmän periaatteista on ennenaikaisen 
työnteon välttäminen, joka tunnetaan nimellä ”You aren't going to need it”. Nimi viittaa 
siihen, että keskittymällä välittömien tarpeiden sijaan tehtäviin, joiden hyöty kävisi ilmi 
vasta myöhemmin, niihin käytetyt resurssit saattavat osoittautua hukkaan heitetyiksi, kun 
olosuhteet muuttuvat. Olen kuullut kollegojeni kannustavan jättämään kunnianhimoiset 
sovelluskehykset ja suunnitelmat muihin projekteihin ja kertovan huolettoman ad hoc 
-koodauksen sopivan pelikehitykseen, jossa koodin uudelleenkäyttö- ja jatkokehitysarvo 
on matala.
Eriäviäkin mielipiteitä on, ja perinteinen ajattelutapa onkin ollut, että virheet ohjelmiston 
rakenteessa on eksponentiaalisesti kalliimpaa korjata, mitä myöhemmässä vaiheessa 
niihin puututaan (Boehm & Papaccio 1988, 15; Fowler 2004). Tässä mallissa suunnittelu-
vaiheen tärkeys korostuu ja ohjelmaa olisi alettava muokkaamaan oikeanlaiseksi jo 
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mahdollisimman nopeasti kun parantamisen varaa huomataan, jotta myöhemmin raskasta 
korjailtavaa jäisi mahdollisiman vähän. Ongelma on tässä se, että kun vaatimukset 
muuttuvat, kaikki huolellinen suunnittelutyö osoittautuu hyödyttömäksi (Fowler 2004).
Peliprojektissamme olen muutamaan kertaan suunnitellut jonkin komponentin huolellisesti 
ja modulaarisesti vain huomatakseni, että siitä ei olekaan ollut sitä hyötyä, mitä ennustin. 
Päiväkirja-ajanjakson jälkeen olemme päättäneet kokeilla pelissä vapaata liikkumista 
kolmessa ulottuvuudessa 2D-sidescroller-tyylin sijaan. Jos päädymme muuttamaan tätä 
määrittelyä, on suuri osa huolellisesti tekemästäni Origami-järjestelmästä saattanut olla 
turhaa. Sanon saattanut, koska on mielestäni mahdotonta arvioida, miten pelin kehitys 
olisi kulkenut, jos meillä ei olisi ollut tätä järjestelmää käytettävissämme nykyhetkeen asti. 
Pääsimme sen ansiosta kokeilemaan ja arvioimaan 2D-liikkumista kattavasti ja pidän 
mahdollisena, että muussa tapauksessa olisimme heikommalla tieto- ja kokemuspohjalla 
ratkaisujen teossa. Toisin sanoen ketterissä kehitysmenetelmissä kuten Extreme 
Programming -menetelmässä niin kammotun ylimääräisen työn lopullista arvoa voi olla 
vaikea määritellä vain katsomalla, kuinka monta riviä koodia alkuperäisestä ratkaisusta on 
jäljellä lopuksi – jokainen poistettu rivi ja luokka on ollut askel kohti lopullista tulosta.
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