Introduction
We study the automatic computation of interior building layouts, to either more quickly explore design variations for architects or to completely replace the manual modeling process for creating largescale virtual worlds. The design process typically starts by collecting a list of requirements (constraints) for the layout, e.g., room size and room adjacency. Then the designer uses trial-and-error to generate one or multiple layouts using a combination of intuition, prior experience, and professional knowledge. This usually takes from a couple of days to several weeks.
There are already several successful methods for generating building layouts automatically. The first aspect of layout generation is the determination of what constraints to use. Merrel et al. [MSK10] sample constraints from a Bayesian network. The second aspect of layout generation is the actual optimization step that computes a layout that fulfills the given constraints. Our work focuses on this part of layout generation. The most popular approach for this step is to use stochastic sampling on a framework that evaluates constraints as a black box. For example, Metropolis-Hastings (used by Merrel et al. [MSK10] ), simulated annealing, or genetic algorithms are possible alternatives. The popularity of the approach Overview of our framework. Given a list of high-level constraints and an outline as input (Input), we compute a layout using a hierarchical framework. Level 1 shows an initial layout and Level 2 shows the layout including local refinements. Finally, additional details can be added to visualize the results as architectural floorplans or 3D models.
is due to its generality as almost any type of constraints can be incorporated as a black box. The downside of this approach is that it degenerates on medium and larger-scale layouts and typically cannot find a single valid solution in a reasonable amount of time. We therefore propose to employ more powerful optimization techniques that scale better to larger layouts. For example, Peng et al. [PYW14] apply linear integer programming to generate layouts by tiling templates. Their tilling-based approach scales better, but it is less general. They can use only pre-defined room templates.
Our new framework overcomes the scalability problem of stochastic methods without all the restrictions on generality imposed by the tiling-based approach. Our solution has multiple components that are coordinated with each other. We formulate the layout optimization problem as a mixed integer quadratic programming (MIQP) problem. The integer variables are used to account for different room configurations. An integral component to this formulation is our proposed parametric layout representation. Each room is represented as a polygon that consists of a set of small rectangles. This enables us to generate rooms with various shapes in contrast to Peng et al. [PYW14] . In addition, this representation enables us to formulate important high-level constraints about room size and adjacency in a manner that is compatible with MIQP. We also propose a hierarchical framework to improve the scalability of our approach. Fig. 1 shows layouts of a residential building and an office building generated by our algorithm.
We demonstrate our method on small-scale layouts of residential buildings and large-scale layouts such as office buildings and supermarkets. Our main contributions are as follows:
• We propose a layout computation method that is faster by multiple orders of magnitude than previous work built on stochastic optimization.
• We propose a parametric representation of interior layouts that is more general than previous methods based on tiling.
• We can generate results on a larger scale than achieved by previous work.
Related Work
Our work relates to research in three areas: VLSI design, architectural space planning, and urban layout modeling. Most VLSI design algorithms search for a floorplan using stochastic approaches, e.g., simulated annealing [Sec12] , genetic algorithms [SDD12] , particle swarm optimization [CGC10] , and differential evolution [MAR07] . Simulated annealing is popular in modern design problems using the B*-tree [CC06] and sequence pair [KF00] , but it requires expensive computations and it can struggle to achieve optimal or near optimal solutions. Genetic algorithms [CZ10, SDD12] are another algorithm class explored by researchers in their quest for good floorplan algorithms. However, as a generate-and-test methodology, genetic algorithms have very similar shortcomings to simulated annealing. We propose a more general representation for layout design in which each room is represented as a polygon that can be further decomposed into a set of rectangles and our constraints are different. Merrel et al. [MSK10] learn attributes of rooms from a given dataset by a Bayesian network and synthesize the layout by the stochastic method. The main problem of the approach is that it is not suitable for large-scale examples due to the stochastic method. Rosser et al. [RSM17] also propose a data-driven method. They learn building measurements to produce interior plans. In [LYAM13], the authors present an interactive system to create interior room layouts subject to design constraints, user preferences, and manufacturing considerations. Hua et al. [Hua16] develop a method for automatically constructing irregular floor plans. Given image patterns, the program produces a variety of layouts that satisfy both geometric and topological requirements. Bao et al. [BYMW] propose a method to explore building layouts. To obtain variations in connectivity, they use standard simulated annealing. Liu et al. [LWKF17] apply integer programming to encode high-level constraints. However, their goal is to evaluate the extracted constraints in recovering the floorplan data from a raster image.
Urban layout modeling. Our problem also relates to urban layout modeling. [Ali12, STBB14] review the topic in a broad context. One common approach generates large-scale layouts by first creating the road network and then by generating parcels. An interactive example-based system for synthesizing urban layouts is proposed by [AVB08]. They use the structure and image data of real-world urban areas for complex urban layout generation. Network design can be seen as a dual problem in layout design. 
Overview
Our framework consists of the following components:
-First, we introduce a parametric representation that describes a layout by a set of axis-aligned polygons. To make the model better suitable for optimization, we also present a rectangle-based layout representation (Section 4). -Second, we describe the basic formulation of our MIQP-based method (Section 5.1). -Third, we describe a set of high-level constraints for layout generation (Section 5.2). -Fourth, we propose a hierarchical framework to extend the basic method (Section 5.3). Figure 3 : An interior layout consists of four rooms, i.e., living room, bedroom, bathroom, and kitchen. Left: each room is represented as an axis-aligned polygon defined by points, r = {r i }. Right: the layout is presented by a set of room rectangles by decomposing the polygonal room into small rectangles with the same label. A room rectangle is described by a tuple (x i , y i , w i , d i , l i ). The layout domain is presented as the bounding box of the domain subtracted by obstacle rooms shown in gray.
-Fifth, we evaluate our method and perform comparisons with previous methods on examples of different scales (Section 6). Fig. 2 shows an example of generating a layout of an apartment. Given the outline of the apartment and a set of user-specified highlevel constraints, our method generates the layout in a coarse-tofine manner, i.e., two levels in this example. Fig. 2 right shows the final result.
A Parametric Layout Representation
Layout L of a building consists of its domain D given as an axisaligned polygon and rooms R = {r i } N i=1 , where N is the number of rooms in the layout (see Fig. 3 left) . The shape of the domain is an axis-aligned polygon that is defined by an array of vertices, D = {d i }. Each room is also an axis-aligned polygon defined by vertices, r i = {r j i }, and a label, l, to describe its functionality, e.g., kitchen, living room, etc. Given the layout domain, the goal of the layout design problem is to arrange a set of rooms inside the domain according to some constraints. A valid layout should satisfy two basic constraints: first, all rooms are inside the domain; second, there is no overlap between rooms. A layout should also satisfy a set of high-level constraints describing how a synthesized layout should behave, e.g., room size and adjacency.
There are two challenges of this parametric representation. First, the number of vertices of each polygonal room is not known in advance. This means that the number of variables has to change during the optimization, even with a fixed number of rooms. Second, it is not easy to formulate high-level constraints for arbitrary polygons. For example, expressing constraints about the adjacency between general polygonal rooms is very difficult. We therefore introduce the computational object, room rectangle, that is defined as the basic element of a layout (see Fig. 3 Figure 4: Layouts synthesized by our algorithm. Left: the basic formulation can produce layouts in which both the domain and rooms are rectangles. Right: a complicated layout synthesized by the hierarchical framework with user-specified high-level constraints.
width and depth, and l i denotes its label. Then, a polygonal room, r i , can be presented as the union of a set of room rectangles with the same label. The boundary of the room polygon is the outline of the union of rectangles in the polygon. The layout domain can also be presented by rectangles (see Fig. 3 ). The polygonal domain can be described as its bounding box minus a set of special rectangles labeled as obstacle. Such obstacle rectangles cannot be covered by any room. By introducing the room rectangle, the layout, L, can be presented by a set of rectangular rooms. Given the number of room rectangles of the layout, N, the number of parameters is fixed, i.e., 4 × N. Moreover, the relationship between rectangles is easy to evaluate. According to the definitions of the interior layout and the room rectangle, our problem is to find the optimal set of rectangles, i.e., {(
Given the layout domain and the number of rooms, the interior layout design task changes to generate a valid layout in which room rectangles are tiled in the domain with optimal parameters. We apply mixed integer quadratic programming (MIQP) optimization to solve the tiling problem. Then, we obtain the final layout by merging connected room rectangles with the same label.
MIQP-based Hierarchical Layout Design
We introduce our algorithm starting from the simplest case in which both the layout domain and the rooms are rectangles (Fig. 4 left) . Next, we introduce five high-level constraints abstracted from real floorplans to generate more realistic layouts. Finally, we introduce a hierarchical framework for more complicated layout generation in which the layout domain and rooms are polygons (Fig. 4 right) .
Basic Formulation
Our goal is to create a valid layout that covers the whole domain. We consider the layout to be valid if it satisfies two basic constraints: the inside constraint, which ensures that all rooms are inside the boundary, and the non-overlap constraint, which ensures that there is no overlap between rooms.
Inside constraint, C inside . In a valid layout, we require that all rooms are inside the layout domain. Since the domain and rooms are all rectangles, the constraint requires that four corners of each rectangle are inside of the bounding box of the domain. The constraint is expressed as
where 1 ≤ i ≤ N, N is the number of rooms, and w and d are the width and depth of the bounding box of the domain, respectively. For the case of a polygonal domain, we update the inside constraint in Section 5.3.
Non-overlap constraint, C overlap . We require that there is no overlap between any pair of rooms. There are four kinds of relationship between two rectangular rooms, i.e., room i is on the front/back/left/right side of room j. The difficulty of setting this constraint is that we have no prior knowledge of which case it is. We introduce an auxiliary binary variable, σ d i, j , into our problem for each pair of rooms (i, j) to select the relationship automatically, where d ∈ { f ront, back, le f t, right}, and σ d i, j = 1 means that the relationship d of room i and room j is selected. The non-overlap constraint is then defined as
where M is a large constant to ensure that there is no overlap between room i and room j in direction d when σ d i, j = 1, and the inequality is always established when σ d i, j = 0. In our implementation, we set M = w + d. The last inequality ensures that at least one of the above cases should be satisfied. Note that the introduced auxiliary binary variables, σ d i, j , encode the relationship between room i and room j in the constraint, and they are assigned automatically during the optimization. This method is also used in the following constraints.
Objective function. We evaluate valid layouts that satisfy the two basic constraints, C inside and C overlap , based on an energy function that prefers layouts that cover the domain as much as possible. The energy function is defined as
where Area(·) is the area operator. Minimizing Eq. 3 under the two basic constraints, C inside and C overlap , yields a mixed integer program with a quadratic objective function (MIQP) and linear constraints,
Fig. 4 left shows a layout generated by the basic formulation.
Optional High-level Constraints
We model five optional high-level constraints that are essential to interior building layout generation.
Size control. The size of each room can be controlled by two approaches: adding size range constraints for rooms and specifying target sizes for rooms. The range of the room size can be constrained by providing the minimum and maximum values of w i and d i . Then, the size range constraint, C size , is defined as
where (w i , d i ) and (w i , d i ) are the minimum and maximum sizes of room i, respectively. The user can also specify target sizes for rooms. Then, the size error of rooms can be evaluated by a size error term, which is defined as
where
is the target size of room i. We can encourage room sizes to become close to the user-specified values by adding E size to the objective function.
Aspect ratio constraint, C ratio . We provide a room aspect ratio constraint, C ratio , to avoid generating rooms that are too wide or too narrow. Similar to C overlap , we add an auxiliary binary variable for each room to adjust the orientation (i.e., horizontal and vertical) of the room rectangle. The aspect ratio constraint is defined as
where (r i , r i ) are the minimum and maximum aspect ratios between w i and d i of room i, and r i ≥ 1. σ i = 0 means that room i is a horizontal room and its aspect ratio is in the range of [r i , r i ]. σ i = 1 means that room i is a vertical room.
Position constraint, Cpos. During the design process, sometimes the designer has to specify the approximate position for a room, e.g., the foyer should connect to the main door. A guide position for a room is presented as a single point (x * , y * ) or two points. For each point, the position constraint requires the room to cover the point:
Boundary constraint, C boundary . Sun exposure is an important planning criterion. For example, people typically have a preference between the master bedroom receiving light in the morning (facing east) or not receiving light in the morning (facing west). To fulfill these types of constraints, we add a boundary constraint that requires the room to be adjacent to at least one of a set of userspecified edges of the domain polygon. We introduce a binary variable, ρ k (k = 1, 2, .., n), for edge k where n is the number of edges of the domain polygon, and ρ k = 1 indicates that the room is adjacent to edge k. For each candidate edge in the given set, we formulate the constraint to check if the edge covers the corresponding edge of the room. Suppose that the edge is a bottom edge. It is then defined as [(x 1 , y), (x 2 , y)] (i.e., a horizontal edge on the bottom side of the domain polygon), Fig. 5 Figure 5 : Left: an example of a boundary constraint that requires the room to be adjacent to the bottom edge, k, of the layout domain (black). Two extreme positions for room i (blue) are shown. Right: an example of an adjacency constraint that requires room i (green) and room j (blue) to be vertically connected. Four extreme positions for room j are shown. To ensure sufficient connection, we require the minimum length of the common edge between two connected rooms to be c.
and it is expressed as
where the last inequality signifies that at least one of the candidate edges should be selected. There are two differences between C boundary and Cpos. First, Cpos requires the room to cover the specified positions, while C boundary requires the room to select one edge from a candidate set. Second, the candidate edge is always on the boundary of the layout domain, but users can specify any position for constraint, Cpos.
Adjacency constraint, C ad j . The user can also specify two rooms to be adjacent, e.g., the master bedroom is connected to the living room. Suppose that room i (x i , y i , w i , d i ) and room j (x j , y j , w j , d j ) should be connected. The idea for modeling this constraint is to force the two rooms to overlap. In combination with the non-overlap constraint, C overlap , that forbids the inside of the rooms to overlap, this will force the overlap to happen only at the boundary of the rooms. This is not sufficient, however, because we would also like to ensure that there is a minimum overlap, c, called the contact length, of the common edge between the two connected rooms. The contact length is important to ensure that there is enough space for adding a door between the two rooms. The constraint can be written as
where θ i, j is a binary variable that determines the connection direction automatically. θ i, j = 1 denotes a vertical connection and otherwise a horizontal connection. Fig. 5 right illustrates the constraint for a vertical connection. We extend the constraint to allow room i to connect either room j, room k or both. Then the constraint 
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Figure 6: Room decomposition in a hierarchical framework. Given a rectangular room in the sub-domain, we decompose it into two small rectangular rooms with the same size in a random direction, i.e., a vertical split or a horizontal split.
is expressed as
where σ i, j,k is a binary variable, σ i, j,k = 0 means that room i is connected to room j; otherwise room i is connected to room k.
Extended objective function. The final IP problem is defined as min
subject to the set of linear constraints expressed above, L = {(x i , y i , w i , d i )} are rectangular room tuples. σ, θ, and ρ are auxiliary binary variables selected automatically. λcover and λ size are weights that control the trade-off between the coverage term, Ecover, and the size error term, E size . In our implementation, we set λcover = λ size = 1. Please note that since both the coverage term, Ecover, and the size error term, E size , are quadratic terms, Eq. 12 is a mixed integer quadratic problem.
Hierarchical Framework
In this section, we propose a hierarchical framework to extend the basic method to improve the details of each polygonal room and to generate large-scale layouts efficiently. There are five main components for layout generation in each level. Fig. 7 shows the pipeline of our hierarchical framework.
Polygonal layout domain representation. We describe a polygonal layout domain by a set of rectangles, i.e., by the bounding box subtracted by special rectangles labeled as obstacle, which means that they cannot be covered by any room. All rectangular rooms labeled as obstacle are retained during the following process.
Sub-domain selection. Once we obtain a layout, we can select a sub-domain for further refinement. A sub-domain is also a layout domain that is presented as a polygon, and it consists of a set of rectangular rooms generated during the previous optimization.
The sub-domain is selected automatically by the following strategies. First, if the layout domain is not completely covered by rooms generated in the previous layout, then we select the polygon with rectangular rooms that surround the empty region. Second, if the size error of a rectangular room is larger than a threshold, then we select the polygon with that room and its neighboring rooms as the sub-domain. Moreover, the sub-domain can also be specified by the user.
Initialization by room decomposition. We initialize the layout optimization by decomposing rooms in the sub-domain. Given a rectangular room in the sub-domain, we decompose it into two small rectangular rooms of the same size in a random direction (see Fig. 6 ). Each small rectangular room inherits the label from its parent.
Constraints update. Given the new layout domain and initialized rooms inside the domain, we set the constraints for the new MIQP optimization as follows. First, we update the inside constraint, C inside , and the non-overlap constraints, C overlap , using the new layout domain and rectangular rooms. For a polygonal domain, the inside constraint for each room rectangle is presented by two parts: first, the rectangle should be inside the bounding box of the domain; second, the rectangle cannot cover any obstacle. Second, for the original room with position constraint, Cpos, we set the new position constraint for its child, which has to cover the position guidance and leave the position constrain free for the other child. We update the boundary constraint, C boundary , in the same manner. Third, an additional room adjacency constraint for two child rooms is added to keep them connected in the final layout. Fourth, we add a size refinement constraint, C re f ine , for each child room (i.e., r i1 and r i2 ) to replace the size constraints on their parent room, r i . The idea of C re f ine is that we can restrict size changes of each child room in a small refinement range, δ, to avoid significant changes in the final layout. Suppose a vertical split is applied in the previous step (see Fig. 6 middle) . Then, the refinement constraint is defined as
where (x i1 , y i1 , w i1 , d i1 ) are parameters of child room i1, (x i2 , y i2 , w i2 , d i2 ) are parameters of child room i2, and δ is the refinement range. The refinement constraint for the horizontal split is presented in the supplementary material.
Optimization. We formulate the objective function as Eq. 12 subject to the updated constraints for the sub-domain. The generated layout will replace the original rectangular rooms in the subdomain. If there are several sub-domains, we apply the same procedure to all of them sequentially. We move to the next level when all sub-domains are optimized. Starting from an empty layout domain, we generate the layout design in a coarse-to-fine manner by the proposed hierarchical framework. We terminate the hierarchical optimization when the layout domain is completely covered and the size error of each room is smaller than the threshold. To obtain the final interior layout, which is represented by polygonal rooms, we merge rectangular rooms with the same label.
Large-scale layout generation. We apply a hierarchical framework for large-scale layout generation. Fig. 8 shows an example of a shopping mall that is generated with four levels. In practice, the large-scale layouts can be decomposed into regions and rooms in each region. Our idea is to generate the layout for regions first, then generate the layout inside each region. Given the layout domain and constraints for regions, we apply the hierarchical framework to generate the layout for regions. The polygonal regions are generated in a coarse-to-fine manner by the aforementioned framework. Then, aisles are generated by expanding the gap between two regions with a fixed width if needed. Next, we set each region as a sub-domain and assign constraints for each sub-domain. The number of rooms in each sub-domain and high-level constraints for them are specified by the user. Then, we formulate the objective function for each sub-domain and generate the corresponding layouts. We repeat this procedure to get the final layout. Fig. 1(b) shows another example of a layout of an office building.
Implementation Details
We implement our algorithm in C++ using Gurobi [GO16] to solve the MIQP problem. As it is difficult to find a globally optimal solution, we also accept sub-optimal solutions that fulfill all constraints computed within reasonable time limits.
Users can set some of the high-level constraints on a subset of rooms or on all of them. Since modeling realistic constraints is a challenging task, we also provide an option for automatic constraint modeling for residential buildings. We collect 200 floorplans of residential buildings and learn the size constraints and adjacency constraints. We first train polynomial regression models for width and depth of each kind of room with respect to the square root of the domain area. Given a new domain, the range of the width and depth of each room are set as the range of the 90% confidence band of the corresponding model. We also collect connectivity information from the data to randomly sample a useful set of adjacency constraints. For convenience, we formulate all the constraints and objective functions as templates and design a semi-automatic system for specifying constraints. For example, a user can specify a room type and a constraint type and then our system generates all constraint details automatically. For a moderate layout (15 rooms with 50 constraints), the user usually requires 2-5 minutes to set all constraints.
The performance of synthesizing a good layout is related to the size constraints of rooms. In practice, we apply several optimization strategies for acceleration. If target sizes of rooms are given, we apply a heuristic to set up the minimum and maximum sizes for specified rooms to help Gurobi quickly find the feasible solution. We first set 90% and 110% of the target value as the minimum and maximum size, respectively. Then, we gradually relax the size of the constraints by 10% until Gurobi finds a feasible solution within reasonable time limits. For a task that has 20 rooms or less, we set the time for accepting sub-optimal solutions to 5 seconds. The time increases proportionally with the number of rooms in complicated tasks.
We also apply a heuristic to add doors and windows. A door is added between two rooms that are assigned an adjacency constraint. For a residential building, we define the door policy in advance and apply it to the generated layout. Windows are evenly distributed on the outside walls. Furniture is placed manually. Fig. 10 shows an example of generated layouts with assets and the corresponding three-dimensional model is also shown.
Results and Applications
All of our experiments are performed on a laptop with dual 2.9 GHz Intel Core i5 processors and 8 GB main memory.
Interior layout for residential buildings. First, we apply our method to an apartment layout design. The layout domain, the number of rooms and the functionality of each room are given. In Fig. 9 , we show two interior layouts designed by our algorithm with the same layout domain and constraints. Boundary constraints are added for bedrooms to ensure that all bedrooms receive sufficient sunshine from the south-east direction. Fig. 10 shows a layout generated for a bungalow-style house. Our method can be extended to design layouts for a multi-storey house by taking the stairs (or elevator) as a special room that should be consistent on every floor. Fig. 11 shows the layout of a two-storey house. The supplementary materials present more results.
Evaluation of our method. First, we evaluate our approach by reproducing interior layouts of buildings. A good layout algorithm should reproduce reasonable results from constraints ex- tracted from real designs. We extract only size and room adjacency constraints from the given design shown in Fig. 12 left. A regenerated layout is shown in Fig. 12 right. We find that all connectivities are maintained and that the size error of each room is small. Second, we perform a comparison between layouts generated by the basic method and by our hierarchical approach with the same layout domain and high-level constraints. Since the basic approach only tiles rectangles on one level, there are some small regions remaining (see Fig. 13 left) . In contrast, our hierarchical approach can generate a layout that completely covers the whole domain. Third, we Figure 13 : Given the same input, we perform a comparison between our basic method and our hierarchical approach. Left: the layout generated by our basic method. Regions that are not covered are highlighted in red. Right: the layout generated by the hierarchical approach. Table 1 : For each example shown in the paper, we present the number of rooms, the number of each kind of constraint, the number of total constraints, and running time. In the third column, the numbers of C size , C overlap , C ratio , Cpos, C boundary , and C ad j constraints are given.
Time (sec.)
evaluate the effect of each constraint by performing leave-one-out tests. Fig. 14 shows the effect of each constraint. We can see that the kitchen size is unreasonable if the size error term is excluded. Without the aspect ratio constraint, the kitchen is too narrow. The foyer is not connected to the main door without the position constraint. When the boundary constraint for the kitchen is excluded, the kitchen is not adjacent to the boundary of the house, which is not good for emission of kitchen exhaust. When the room adjacency constraints are excluded, there is no pathway to other rooms except the study. The performance of our algorithm is shown in Table 1. In our experiments, our algorithm can generate a mid-size layout in 15 seconds on average.
We also evaluate our method on large-scale examples, e.g., rooms in an office building, booths in a shopping mall, and shelves in a supermarket. Fig. 15 shows two layouts of office buildings generated by our algorithm. In Fig. 16 , two layouts of supermarkets are shown.
Comparison with other methods. For comparison, we implemented a stochastic optimization algorithm, i.e., the non-parallel version of [MSK10] . In the initialization step, we add rectangular rooms with the same size to the layout domain. The approach iteratively performs one of the following operations randomly: (1) swapping rooms or (2) sliding a wall. We evaluate the proposed layout by the objective value E. If E is smaller than the objective value of previous layout E, we always accept the layout; otherwise, we accept it with the probability of exp(−E − E)/t, where t is the temperature. We gradually reduce the temperature t in each iteration. The algorithm terminates when E is smaller than a threshold. Fig. 18 shows the performance of the two methods on different complexities of the problem, where the complexity of the problem is defined as the sum of the number of rooms and the number of specified constraints. As the complexity of the input increases, the running time of the stochastic method increases significantly, while the running time of our method increases slowly. When the sum of the number of rooms and the number of constraints is larger than 50, the stochastic method takes more than two hours. To illustrate the problem, Fig. 17 left shows a layout generated by our algorithm, while Fig. 17 right shows a layout generated by the stochastic method that took 10 times longer to generate than our method took. At this point in time, the stochastic method has still not found a feasible solution that fulfills all constraints. We find that there is an uncovered region and several rooms are too small for furniture.
Limitations. The main limitation of our method is that we cannot currently handle non axis-aligned polygons. One possible approach to overcome this limitation is to apply shape deformations to generate rooms in arbitrary shapes.
Conclusions
In this paper, we propose a novel method for interior layout design. We formulate the problem using mixed integer quadratic programming. We propose a parametric layout representation suitable for this optimization framework and derive how to model five important high-level constraints for layout modeling as linear constraints. We propose a hierarchical framework to generate complicated layouts in a coarse-to-fine manner. We demonstrate that our method is faster by multiple orders of magnitude than previous work using stochastic optimization. Our work can generate a wide variety of layouts, such as residential buildings, exhibitions, supermarkets, department stores, etc. In future work, we would like to extend our method to other layout design problems, e.g., warehouses, game layouts, and electrical layouts. We also would like to extend our hierarchical framework to large-scale urban planning. It would also be interesting to integrate the idea of network design to generate layouts that satisfy both shape and network constraints. Figure 17: Given the same input (i.e., the layout domain and constraints), layouts generated by our method and the stochastic method are shown. The stochastic method took 10 times longer than our method. The empty region is highlighted in red, and rooms that are too small for furniture are highlighted in yellow. Figure 18 : Performance comparison between the stochastic method and our algorithm. For the stochastic method, the running time increases significantly when the complexity (i.e., the sum of the number of rooms and the number of constraints) of the problem increases, while the running time of our approach increases slowly. The running time of the stochastic method for the last experiment is longer than 2 hours. We terminated it before obtaining a result.
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