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Tematika dela:
Izdelajte svojo implementacijo simulatorja Turingovih strojev, ki bo omogočala
izvajanje determinističnih in nedeterminističnih strojev. Izdelajte preprost
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misli, ki so bile uporabljene pri izdelavi simulatorja in razlike v pristopih pri
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2.5 Programiranje Turingovih strojev . . . . . . . . . . . . . . . . 9
2.6 Uporaba Turingovega stroja . . . . . . . . . . . . . . . . . . . 9
2.7 Univerzalni Turingov stroj . . . . . . . . . . . . . . . . . . . . 10
3 Izdelava simulatorja 11
3.1 Izdelava kode simulatorja . . . . . . . . . . . . . . . . . . . . . 11
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3.4 Izdelava tolmača . . . . . . . . . . . . . . . . . . . . . . . . . 16





TS Turing machine Turingov stroj
TP Turing program Turingov program

Povzetek
Naslov: Grafični vmesnik za Turingov stroj
Avtor: Blaž Prosenc
Diplomsko delo obravnava slabo razumevanje Turingovih strojev, opaženo
pri sošolcih. K temu pomagajo slabi simulatorji, ki delovanja TS ne prika-
zujejo dobro, in neintuitivni načini njihovega programiranja. Problem nein-
tuitivnih vmesnikov za programiranje Turingovih strojev rešimo s pomočjo
grafičnega vmesnika, ki deluje podobno kot razhroščevalna orodja za pro-
gramiranje, na primer Visual Studio, NetBeans IDE in drugi. Zadnji del
izdelka diplomskega dela je tolmač nedeterminističnih TS, ki uporabnikom
omogoča izvajanje nedeterminističnih TP. Uporabniku se prikažejo tisti ko-
raki, ki jih nedeterministični TS ,,ugane”in prikazuje idealistično izvajanje
nedeterminizma.
Programsko rešitev je možno najti na https://github.com/EragonpeerGynt/
Diploma
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The problem that the diploma thesis is trying to solve is poor understanding
of Turing machines, noticed among my schoolmates. It is caused by poor
simulators that don’t show exact execution, and have an unintuitive way
of programming them. The problem of unintuitive programming interfaces
was solved by creating a graphic interface that functions in a similar manner
to tools from debugging code like Visual Studio, NetBeans IDE and others.
Last part of simulator is nondeterministic TS interpreter, which enables ex-
ecution of nondeterministic TP. Simulator displays only the step, which was
,,guessed” by the nondeterministic TS and displays idealistic execution of
nondeterminism.
Programic solution can be found on https://github.com/EragonpeerGynt/
Diploma





Z algoritmi opǐsemo postopek, kako reševanje nekega problema izvesti av-
tomatično in v končnem številu korakov. Predstavljamo si jih lahko kot
recepte, ki jim moramo slediti, da dosežemo želene rezultate. V današnjem
računalnǐskem svetu so TS zanimivi in pomembni še posebej zaradi dveh
lastnosti. Prva nam pove, da če obstaja intuitivni algoritem za rešitev ne-
kega problema, obstaja TP, ki bo rešil ta problem. To zagotavlja Church-
Turingova teza. Druga značilnost je bolj pomembna v analizi podatkov, kjer
se pogosto uporabljajo kontekstno neodvisne gramatike, katere pa lahko na-
domestimo s TS, ki so bolj razumljivi pri pretvorbi v programe, katere lahko
uporabimo v praksi [1].
Cilj diplomskega dela je izdelava simulatorja TS. Ta bo zgrajen iz štirih
medsebojno povezanih komponent. Uporabniku bosta vidna grafični simula-
tor TS in okolje za pisanje TP, v ozadju pa bo za delovanje skrbelo program-
sko jedro simulatorja, ki bo izvajalo simulacijo. Četrta enota, ki bo tolmač
za nedeterministične TP, bo najbolj ločena od ostalih treh, ker bo v primeru
izvajanja nedeterminističnih TP nadomestila del delovanja programskega je-
dra simulatorja.
V 2. poglavju dela bom najprej razložil splošno teorijo Turingovih strojev
in bolje predstavil deterministične Turingove stroje. Zatem bom še opisal,
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kakšne so osnovne naloge Turingovih strojev in zakaj se uporabljajo. V 3.
poglavju bom govoril o izdelavi posamičnih delov Turingovega stroja. Raz-
bil ga bom še na podrobneǰsa podpoglavja, v katerih bom opisal, kako sem
izdelal jedro, ki izvaja celotno delovanje, grafične vmesnike, ki uporabnikom
prikazujejo, kako se Turingov program izvaja, in grafični vmesnik, ki upo-
rabnikom omogoča programiranje preko preprostega programskega okolja. V
4. poglavju bom prikazal postopek izdelave tolmača za nedeterministične TS,





Da lahko opǐsemo, kaj je Turingov stroj, moramo najprej vedeti, kaj je algo-
ritem in kaj je računanje.
Algoritem si je intuitivno najlažje predstavljati kot recept, ki je končen
seznam navodil, napisanih v nekem jeziku, ki nam pove, kako rešiti nek pro-
blem mehanično. Z drugimi besedami, algoritem je natančno opisan rutinski
postopek, ki je lahko uporabljen in sistematično sleden do rešitve problema.
Definicija: Algoritem za reševanje problema je končno število navodil,
ki pripeljejo procesor v končnem številu korakov od vhodnih podatkov do
rešitve.
Ker dolgo ni bilo potrebe, se stroga definicija ni razvila. To se je spre-
menilo z začetkom dvajsetega stoletja zaradi dogodkov, ki so se zgodili v
matematiki.
• Na začetku dvajsetega stoletja se je pojavila Cantorjeva naivna teo-
rija množic. Teorija je bila obetavna, ker je ponujala skupne temelje
vsem področjem matematike. Toda Cantor je obravnaval neskončnost
neprevidno in drzno. Posledice so sledile v obliki logičnih paradoksov.
• Ker je bila Cantorjeva teorija nesposobna odpraviti te paradokse, so se
obrnili k osnovam matematike. Tri šole (intuicionizem, logicizem in for-
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malizem) so prispevale veliko pomembnih idej in orodij, ki so omogočile
točno in jedrnato matematično izrazoslovje ter uvedle strogost v mate-
matične raziskave.
• Hilbertov program je bil obetaven formalistični poizkus, da bi iz mate-
matike odstranili paradokse. Na žalost je bil poizkus neuspešen zaradi
Gödelovega osupljivega odkritja o nepopolnosti formalnih aksiomatskih
sistemov in njihovih teorij.
• Program je pustil odprto težko vprašanje o obstoju algoritma za reševanje
specifičnega problema. (Vprašanje, ki je pomagalo pri rojstvu teorije o
izračunljivosti.)
• Težava pri odgovoru na to vprašanje je bila: Kako lahko odgovorimo
na vprašanje ,,ali obstaja algoritem, ki reši trenutni problem”, če ni
jasno, kaj je algoritem.
• To je problematično, ker:
– Da dokažemo, da lahko problem rešimo z algoritmom, je dovolj,
da sestavimo en algoritem, ki reši problem.
– Da dokažemo, da ne obstaja algoritem, ki reši problem, moramo
zavrniti vsak možen recept – tako pokažemo, da ne obstaja rešitev
problema. Ker pa obstaja neskončno mnogo možnih receptov, mo-
ramo najti način, ki nam omogoči preveriti vse. Za to potrebujemo
model izračunljivosti, ki vsebuje:
∗ formalno karakterizacijo koncepta algoritmov; to je formalno
opredeljeno lastnost, ki jo imajo vsi algoritmi in katero imajo
samo algoritmi.
∗ formalno definicijo realističnega okolja, sposobnega izvedbe
(tako označenih) algoritmov.
∗ formalen opis izvedbe (tako označenih) algoritmov v okolju.
Samo z uporabo računskih modelov lahko sistematično odpravimo
vse možne recepte.
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• Tako je potreba po računskem modelu postala očitna.
Izrek 2.1 Računski model je definicija, katera formalno označuje osnovne
pojme algoritemskega računanja, ki so: algoritem, njegovo okolje in računanje.
V 1930 se je pričelo iskati računske modele in nadaljevalo v različne smeri.
Vsaka izmed smeri pa je predlagala svoj računski model:
• µ-rekurzivne funkcije (Kurt Gödel, Stephen Kleene);
• splošne rekurzivne funkcije (Jacques Herbrand, Kurt Gödel);
• λ-račun (Alonzo Church);
• Turingov stroj (Alan Turing);
• Postov stroj (Emil Post);
• Markovski algoritmi (Andrej Markov).
Ker so ti modeli med seboj popolnoma različni, se je pojavilo vprašanje,
kateri izmed njih je najbolǰsi oziroma pravi. Največje število raziskovalcev je
sprejelo Turingov stroj kot računski model, ki najbolj ustrezno opǐse osnovne
ideje računanja. Presenetljivo je bilo tudi dejstvo, da so ti modeli med seboj
enakovredni in da lahko vse, kar se da izračunati na enem, izračunamo tudi
na drugem. Računanje je proces, ko procesor izvaja navodila, zapisana v
algoritmu.
2.2 Osnovni TS
Turingov stroj je matematični model stroja za izvajanje algoritmov. Sesta-
vljen je iz treh komponent, ki so nadzorna enota, trak in premično okno.
V kontrolni enoti je shranjen Turingov program, ki je algoritem, zapisan v
obliki, razumljivi Turingovemu stroju. Trak je sestavljen iz posamičnih celic,
premično okno pa kaže na eno od celic tega traku.
Trak se uporablja za branje in pisanje vhodnih in izhodnih podatkov ter
za shranjevanje vmesnih podatkov. Razdeljen je na enako velike celice in je
potencialno neskončen v eno smer.
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Vsaka celica vsebuje natanko en tračni simbol Γ = {z1, ..., zt}, t > 3.
Simbol zt je poseben, ker označuje, da je celica prazna. Zato ga po navadi
označimo z t in se imenuje prazno mesto. Ob njem morata biti še vsaj dva
simbola, ki ju po navadi zabeležimo kot z1 = 0 in z2 = 1.
Vhodni podatki so vsebovani v vhodni besedi. Ta beseda je sestavljena
iz črk vhodne abecede Σ , za katero velja {0, 1} ⊆ Σ ⊆ Γ−{t}. Na začetku
so vse celice prazne (vse vsebujejo t), razen skrajno levih celic, ki vsebujejo
vhodno besedo).
Kontrolna enota je vedno v enem izmed stanj končne množice stanj Q =
{q1, ..., qs}, s > 1. Stanju q1 rečemo začetno stanje. Nekatera stanja so
končna in so zbrana v množici F ⊆ Q. Vsa ostala stanja so ne-končna.
Če indeks stanja ni pomemben, uporabimo oznako qyes za končna in qno za
ne-končna stanja.
V kontrolni enoti se tudi nahaja TP. TP usmerja sestavne dele TS. TP
je tudi značilen za specifični TS, zato imajo različni TS različne programe.
Turingov program je delna funkcija δ : Q × Γ −→ Q × Γ × {L,R, S}, ki
jo imenujemo funkcija prehodov. Turingovi stroji so po definiciji determini-
stični.
Pred zagonom Turingovega stroja se morajo zgoditi naslednje stvari:
• vhodna beseda se zapǐse na začetek traku;
• okno se prestavi na začetek traku;
• kontrolno enoto se nastavi na začetno stanje;
Po tem Turingov stroj deluje samodejno, na mehaničen način, tako da
sledi navodilom, ki jih opisuje Turingov program.
(Povzeto po [3].)
2.3 Različice Turingovih strojev
Razlog za odločitev, da je Turingov stroj splošni model računalnika, je bil
ta, da je enak velikemu številu svojih predelav, med katere štejemo:
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• TS s končnim pomnilnikom
TS, katerega kontrolna enota je sposobna hraniti enega ali več znakov
traku med računanjem.
Slika 2.1: TS s končnim pomnilnikom
• Večsledni TS
Različica TS, katerega trak je razdeljen na več stez. Okno zato bere
n-terico vrednosti naenkrat kot eno vrednost.
Slika 2.2: TS z več sledmi
• TS z obojestransko neskončnim trakom
TS, ki nima traku omejenega v eno smer.
• Več tračni TS
TS, ki ima več neodvisnih trakov.
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Slika 2.3: TS z več trakovi
• TS z večdimenzionalnimi trakovi
TS, katerega trak je večdimenzionalen in katerega okno se lahko prosto
premika v vseh dimenzijah.
Slika 2.4: TS z večdimenzionalnim trakom
• Nedeterministični TS
Implementacija TS, ki ne-enolično določa prehode. Stroj se, ko pride
do prehoda, odloči za pravilnega, če tak obstaja.
Predelave TS so pomembne zato, ker je marsikdaj lažje narediti rešitev ne-
kega problema v eni izmed predelav TS, nakar lahko predpostavimo, da je
problem rešljiv v splošnem TS, kajti predelave so ekvivalentne splošnemu.
2.4 Deterministični in nedeterministični TS
Ta različica TS ima Turingov program, ki vsakemu stanju okna in kontrolne
enote predpǐse končno mnogo prehodov. Stroj med njimi nedeterministično
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izbere prehod in ga izvede. Pri tem predpostavimo, da stroj izbere prehod,
ki vodi do rešitve oziroma končnega stanja. Če takšen prehod ne obstaja, se
stroj ustavi.
Nedeterminističen TS ni razumen model računanja, ker lahko napove pri-
hodnost, ko izbira med naslednjimi prehodi. Je pa kot model še vedno upo-
raben, ker nam omogoči definirati minimalno število potrebnih korakov, da
dosežemo končno stanje (če rešitev obstaja), kar je pomembno, ko želimo
raziskati računsko zahtevnost.
2.5 Programiranje Turingovih strojev
TP zapǐsemo z ukazi oblike δ(q1, h1) = (q2, h2, s) (v primeru našega simula-
torja q1 h1 h2 s q2), kjer je q1 trenutno stanje TS, h1 trenuten znak v oknu, q2
stanje, v katerega bo TS šel po izvedenem prehodu, h2 znak, na katerega bo
prešlo okno celice preden se premakne in s je smer, v katero se bo premaknilo
okno. Korake stroj izvaja, dokler ne pride do ustavitvenega pogoja.
2.6 Uporaba Turingovega stroja
TS se uporabljajo za tri osnovne naloge (povzeto po [3]):
• izračunavanje funkcij:
za dano funkcijo ϕ in argumente a1, ..., an izračuna ϕ(a1, ..., an);
• prepoznavanje množic:
za dano množico S in objekt x, Turingov stroj ugotovi, ali je ali ni
x ∈ S;
• generiranje množic:
za dano množico S, TS generira x1, x2, x3..., ki so člani S;
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2.7 Univerzalni Turingov stroj
Univerzalni TS je Turing zasnoval tako, da je sposoben posnemati izvajanje
katerega koli TS s katerim koli vhodom. Če predpostavimo, da je Turingova
teza pravilna, torej, da TS polno zajema pojem izračunljivosti, sledi, da bi
lahko univerzalni TS rešil kateri koli izračunljiv problem. Povedano drugače,
če problema ne bi mogel rešiti univerzalni TS, potem bi lahko rekli, da je
problem neizračunljiv. Kakšen pa naj bo univerzalni TS? Ali sploh obstaja?
Turing je odkril, da obstaja in ga je celo konstruiral. Namreč, odkril je TS U ,
ki je sposoben ,,razumeti” program katerega koli drugega TS Tn in na podlagi
tega posnemati obnašanjem Tn pri poljubnih vhodnih podatkih. Turinga je
do odkritja privedel miselni preskok, ko je tudi program TS Tn obravnaval
kot vhodni podatek v TS U . Kako torej izdelati univerzalni TS U iz množice
osnovnih operacij, ki jih imamo na voljo? Turingov pristop je bila izdelava
TS U , ki je sposoben ,,razumeti”program katerega koli drugega TS Tn in na
podlagi ,,razumevanja”oponašati vedenje Tn. Zato potrebujemo metode, ki
dovoljujejo obravnavo PT in zamenljivo obnašanje Tn, ker sta obe lastnosti
manipulirani na istem traku in iz strani istega TS. To je Turing dosegel v
dveh korakih:
• z razvojem metode zapisa metod;
• z množico osnovnih funkcij, ki so zmeraj enake, ne glede na obnašanje
Tn, katere pretvori v ukaze, kot so primerjaj, kopiraj, izbrǐsi in podobne.
Z drugimi besedami, Turing je razvil tehniko, ki je omogočila, da se TP in
obnašanje TS obravnava na enaki ravni.
Poglavje 3
Izdelava simulatorja
Celoten simulator je na voljo na spletnem naslovu https://github.com/
EragonpeerGynt/Diploma
Naloga je narejena s pomočjo več orodij, kjer večji del strukture pred-
stavlja uporabnǐski vmesnik, ki deluje s pomočjo HTML, CSS in JavaScript.
Pristop, podoben spletnemu programiranju, je bil izbran zaradi tega, ker je
omogočil, da sem lahko delal v skladu z zamislijo ter je omogočil preceǰsno
prilagodljivost. Hkrati pa je obdržala odzivnost, ki je potrebna pri grafičnih
vmesnikih. Zaledni sistemi so bili izdelani v JavaScriptu (večinoma knjižnica
JQuery, za pomoč pri uporabi uporabljen vir [2]), ki mi je omogočil, da sem
lahko natančno nadzoroval vsakega od elementov, prisotnih na vmesniku,
brez da bi moral skrbeti, da sem kje pozabil kakšno definicijo funkcije.
3.1 Izdelava kode simulatorja
Simulator TS vsebuje trakove, položaj okna in trenutno stanje stroja. Iz-
delave sem se lotil na dva načina in se ob pregledu obeh odločil, da bom
uporabil preprosteǰsega in učinkoviteǰsega od obeh. Prvi implementiran pri-
stop je bil, da je bilo v programskem jeziku shranjeno celotno stanje trakov in
je bil položaj okna določen z indeksom. Ta pristop je potreboval še dodaten
prevajalnik, da je trenutno stanje stroja prikazal v uporabniku razumljivem
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načinu, zato se zanj na koncu nisem odločil. Uporabil sem namreč pristop,
v katerem sem posamičen trak razbil na tri dele. Prvi del je predstavljal vse
celice traku levo od okna, drugi del celico pod trakom, tretji del pa je pred-
stavljal vse celice desno od okna. Jedro simulatorja deluje tako, da prebere
drugi del vseh trakov ter na podlagi njega in trenutnega stanja stroja izbere
naslednji korak. Ko je ta izbran, spremeni celice pod trenutnim oknom (drugi
del trakov) in zatem na podlagi ukaza simulira premik okna. To pomeni, da
če se okno premakne v desno, se drugi del traku doda na konec prvega, nakar
se iz tretjega dela odstrani prvo celico in se nanjo nastavi drugi del. Zatem
se trenutno stanje stroja nastavi na novo stanje, zabeleženo v koraku. Jedro
simulatorja je tako sestavljeno iz štirih delov, ki so:
• iskalnik naslednjega koraka;





Te enote se izvedejo ena za drugim in skupaj predstavljajo en korak.
Stroj prepozna prazne celice in jih uporabniku prikaže kot podčrtaj. Prav
tako jedro omogoča posebni znak, ki je predstavljen z * in ki odvisno od
mesta v TP stroju predstavlja različne stvari. Če se ta nahaja v delu ukaza,
ki predstavlja, kaj vidi okno, to pomeni, da se tisto mesto ujema s katerim
koli znakom. Če se zvezdica nahaja v predelu za nastavljanje, stroj ne bo
spremenil vrednosti celice v oknu. V primeru, da jo uporabimo na položaju
za premik, nam ta pove, da se tisti trak v tem koraku ne premakne. Dodatne
pomembne spremenljivke, ki jih jedro vsebuje, so tudi:
• število trakov;
• trenutno stanje stroja (oziroma začetno stanje stroja pred zagonom);
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• končno stanje;
• simbol za prazno mesto;
• zadnji izveden ukaz (potreben za prikazovanje preǰsnjega ukaza).
3.2 Izdelava grafičnega vmesnika za izvajanje
Grafični vmesnik je razdeljen na manǰsa okna, ki uporabniku prikažejo spe-
cifično skupino podatkov o stroju. Najpomembneǰse okno je okno za prikaz
trenutnega okna, ki uporabniku prikaže, kaj trenutno vidi TS v oknu, ter
prikazuje trenutno stanje stroja.
Slika 3.1: Okno za prikaz trenutnega stanja nadzorne enote in okna
Grafični vmesnik za izvajanje prav tako vsebuje okno z ukazi simulatorja,
ki so:
• Korak TP
Poǐsče naslednji korak in ga izvede.
• Preǰsnji korak
Razveljavi zadnji izveden korak.
• Zaženi TP
Stroj se prične avtomatsko izvajati in izvaja korake v enakomernih
intervalih. Implementirano je s pomočjo časovnika, ki v intervalu kliče
funkcijo, katero izvede gumb korak ob vsakem kliku.
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• Ustavi
Stroj preneha z avtomatskim izvajanjem.
• Ponastavi TP
Stroj se prestavi v nenastavljeno stanje, vendar v konfiguracijskem oknu
obdrži uporabnǐske nastavitve.
• Nastavi TP
Stroj se nastavi v začetno stanje tako, da prebere nastavitve iz konfi-
guracijskega in se nastavi nanj.
• Nov TP
Stroj se ponastavi, pobrǐse konfiguracijsko okno in pobrǐse programsko
okolje.
• Deterministični/Nedeterministični TS
Spremeni, katero vrsto tolmača bo stroj uporabljal za izvajanje.
Slika 3.2: Okno za nadzor izvajanja TS in TP
Okno za konfiguracijo začetnega stanja stroja, kjer uporabnik lahko na-
stavi, kaj je že zapisano na trakovih in katero je začetno ter končno stanje.
Slika 3.3: Okno za nastavitev zagonskih podatkov
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Za pomoč pri izvajanju imajo uporabniki na voljo tudi okno za pregled
trenutnega stanja vseh trakov, kjer se jim prikaže trenutno stanje vseh celic
na traku.
Slika 3.4: Okno za prikaz vsebine vseh celic na vseh trakovih
3.3 Izdelava grafičnega vmesnika za progra-
miranje
Grafični vmesnik za programiranje je razvojno okolje, ki uporabniku prika-
zuje trenutno vrstico, kateri je bil zadnji izvedeni ukaz in kateri bo izveden
naslednje. Zaželeno je, da korak vsebuje trenutno stanje, trenutno stanje
okna, v kaj se bodo celice pod oknom ob izvedbi spremenile, kam se bo okno
premaknilo in v katero stanje bo šel stroj. Posamični elementi naj bodo
ločeni s presledki, medtem ko se pričakuje, da bodo pod-elementi med seboj
ločeni z vejicami. Na levi strani se uporabniku prikazuje predviden naslednji
korak in kateri korak je bil izveden nazadnje. Preǰsnji korak označuje tako,
da obarva levo stran številke vrstice, ki je bila izvedena nazadnje, z zeleno
barvo, naslednjega pa tako, da obarva desno stran številke vrstice z rdečo
barvo. Ti oznaki se posodobita po vsaki uporabnikovi spremembi (ko upo-
rabnik ne vnese ničesar novega vsaj 3 sekunde). Prav tako ima vmesnik za
programiranje, ko je TS v determinističnem načinu tolmača, posebno funk-
cijo, ki preverja, če kje pride do nedeterminizma, v primeru nedeterminizma
pa vrstice, ki so nedeterministične, označi s črno barvo.
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Slika 3.5: Grafični vmesnik za programiranje, med izvajanjem TS
3.4 Izdelava tolmača
Osnova za prevajalnik je bila najdena v programskem jeziku Haskell, kjer se
funkcije kliče in izvaja z ujemanjem. Zato sem se odločil, da bom namesto
prevajalnika raje uporabil tolmača. Ta deluje s pomočjo lastne funkcije, ki
kot vhod prejme trenutno stanje stroja in okno ter vse možne korake. Nato
poizkusi najti med vsemi možnimi koraki takšnega, da je enak trenutnemu
stanju. Program tolmači od zgoraj navzdol in vrne prvo ujemanje, ki ga
najde. Nedeterministične ukaze ignorira (zavrže vse ukaze, ki se nanašajo na
neko stanje oken in nadzorne enote z izjemo prvega), zato lahko teoretično
zgreši korak, ki bi prav tako ustrezal trenutnim pogojem in bi ga pripeljal do
končnega stanja.
1 var custom_regex = function(state , current_head , program) {
2 for (let command of program) {
3 if (custom_comparator(state , current_head , command.
split(" ").slice (0,2))) {
4 previous_step.step = command;
5 ide_index_previous.i = command_index_finder(
command)






1 var custom_comparator = function(state , current_head , command
) {
2 if (state == command [0]) {
3 let command_blob = command [1]. split(",");
4 for (let j = 0; j < current_head.length; j++) {
5 if (command_blob[j] != current_head[j] &&








Glavna prednost tolmača je v tem, da lahko uporabnik med samim iz-
vajanjem programa spreminja, kaj dela. To uporabniku omogoča, da lahko
program po potrebi popravljajo kar med izvajanjem in da ga lahko med izva-
janjem dodeljujejo. Manǰsa prednost, ki pa jo prinese lastnost, da tolmač ni
popolnoma determinističen, je v tem, da lahko uporabnik uporabi poseben




Zadnji cilj simulatorja TS je bila implementacija tolmača TP, ki omogoča
izvajanje nedeterminističnih programov. Osnovna ideja izvajanja je ostala
enaka (logika, ki premika trakove, pǐse na trakove in spreminja stanje stroja),
medtem ko je bilo potrebno izdelati nov iskalnik naslednjega koraka.
Za način izvajanja sem se odločil, da bo nov simulator uporabljal pristop
iskanja v širino, tako da odkrije najkraǰso možno pot. To simulator doseže
tako, da si ustvari virtualni TS in odkrije vse možne korake TP, ki jih lahko
izvede. Ko najde vse možne korake, se klonira tolikokrat, kot je bilo najdenih
ukazov, in vsakem od teh klonov dodeli enega izmed ukazov (izbran izmed
tistih, ki bi jih lahko izvedel njihov starš). Ko vsi izvedejo korak, se ti koraki
ponovijo za vsakega izmed novo nastalih simulatorjev, dokler ne najdemo
končnega stanja ali pa pridemo do določene največje globine.
Sam Turingov stroj predstavimo s spremenljivko (objektom) v JavaScriptu:
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Ta predstavitev TS nam omogoči, da nam ni potrebno več spreminjati
HTML elementov, kjer so trenutno shranjeni podatki o trakovih, TP in po-
datki o jedru ter lahko zato hkrati izvajamo več simulacij TS.
Pri izdelavi klonov se je pokazala prva slabost JavaScripta za objektno
programiranje. Problem je nastal zato, ker so objekti kljub uporabi metode,
ki naj bi klonirala objekt brez referenc, obdržali reference na druge otroške
objekte (uporabljen klic je bil Object.assign(, A1)). Končna rešitev problema
kloniranja je bila, da se namesto kloniranja uporabita JSON metodi, ki objekt
spremenita v besedilno predstavitev njega (stringify), in metoda, ki objekt iz
besedila spremeni nazaj v objektno predstavitev njega (parse). Zaradi tega
pristopa sicer ni bilo mogoče, da bi objekt imel definirane funkcije za izvajanje
TP (zato so te napisane generalno in kot enega od parametrov prejmejo TS,
nad katerim se bodo izvedle).
Nedeterministična različica tolmača ima 2 posebni funkciji, ki TS omogočita,
da preǐsče več možnih poti.
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1 var multiply = function(curr_tms) {
2 let new_virtual_tms = [];
3 let workload = find_steps(curr_tms);
4 for (let command of workload) {
5 let tmp_tms = JSON.parse(JSON.stringify(curr_tms));





1 var find_steps = function(curr_tms) {
2 let workload_commands = [];
3 for (let program_row of curr_tms.program) {
4 let compare_row = compare_step_and_state(program_row ,
curr_tms);






Funkcija find steps poǐsče vse korake TP, ki jih v tem trenutku lahko izvede
trenutni TS, medtem ko funkcija multiply omogoči, da se vsak od korakov,
ki ga najde preǰsnja funkcija, dodeli novemu simulatorju, ki ga nato izvede.
Vhod v obe funkcije je simulator, nad katerim želimo izvesti vse možne ko-
rake. Izhod iz find steps je matrika korakov TP, ki jih je možno izvesti,
izhod iz multiply pa matrika simulatorjev, ki predstavljajo vsa možna stanja
po izvedbi naslednjega koraka nad simulatorjem, ki se je podal funkciji.
Ko eden izmed simulatorjev doseže končno stanje, pošlje celoten sklad
ukazov, ki jih je izvedel, klicujoči funkciji, nakar ta nad grafičnim vmesnikom
izvede ukaz, ki je prvi prǐsel na sklad.
Pri samem nedeterminističnem tolmaču je pomembno, da program pride
do končnega stanja, preden dosežemo preveliko globino (časovna zahtevnost),
zato je izvajanje omejeno z največjim številom korakov. Če takšen korak ne
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Izdelava projektnega dela mi je pomagala pri poglobitvi v samo delova-
nje TS in pomagala uvideti, koliko so ti uporabni dandanes. Izdelava ni
bila brez težav, saj se je med njo zamenjalo več programskih jezikov, pri
čemer sem ugotovil, koliko praktičnega znanja je potrebnega za izdelavo
delujočega izdelka. Med izdelavo sem tudi dobil globlji vpogled v teorijo
Turingovih strojev. Izdelek je možno razširiti, kar bi se lahko naredilo v
okviru drugega diplomskega dela ali dodatnega izziva pri predmetu, kot
sta Izračunljivost in računska zahtevnost ali pa Arhitektura računalnǐskih
sistemov. Možne razširitve vključujejo dodatek večdimenzionalnega traku,
dodatek skladovnega pomnilnika, izbolǰsavo nedeterminističnega tolmača in
spremembo determinističnega dela simulatorja, da bi namesto ločene logike
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