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La codifica dei dati elementari
La codifica del testo basata sulle sole tavole dei codici,
insieme ai limiti di portabilità e compatibilità comporta
un’ulteriore restrizione:
 essa consente di rappresentare nella memoria del
computer solo la sequenza dei segni grafici che
rappresentano il testo;
 un testo, sia esso a stampa o manoscritto, come noto,
contiene una serie di informazioni, a diversi livelli, che
superano la mera sequenza di caratteri.
Distingueremo la codifica di ‘basso livello’ o codifica dei
dati elementari da una codifica di ‘alto livello’ o
rappresentazione dei dati a livello di ‘strutture intermedie’
che chiamiamo markup.
La codifica dei caratteri
 ASCII (American Standard Code for Information
Interchange http://www.asciitable.it).
• 7 bit 128 caratteri (27 = 128)
• 8 bit 256 caratteri (28 = 256)
Proliferazione=difficoltà di interscambio
 ISO (International Organization for Standardization
http://www.iso.org/iso/home.html) 8859-n (ASCII 7 bit + 1)
 UNICODE (http://www.unicode.org). 16 bit, comprende
ben 65.536 caratteri (216). Ultima versione 21 bit (221) oltre
1 milione di caratteri.
• UTF-8 (ASCII 7 bit + 1)
Ruolo e funzione dei marcatori
Con markup ci riferiamo alla possibilità di aggiungere alla
sequenza di caratteri che rappresentano il documento
digitale, altre stringhe di caratteri denominate
marcatori, utili a descrivere determinati aspetti funzionali
alla produzione del documento elettronico.
Questo processo di aggiunta di stringhe al flusso dei
caratteri permette di specificare determinate
caratteristiche del testo.
Siamo abituati all’uso dei word processors che ci consentono
di effettuare questa operazione manipolando
un’interfaccia grafica costituita da bottoni e menù: definire
grassetti, realizzare corsivi, assegnare ad una porzione di
testo uno stile, cambiare il tipo di carattere o le sue
dimensioni.
Il markup come modellazione
La codifica dei caratteri prima e il markup poi rappresentano
un processo interpretativo, risultato dell’analisi del testo.
Riguardano quindi la costruzione di un modello di quel testo
più adeguato alle esigenze della rappresentazione
elettronica.
Codificare tramite linguaggi formali di rappresentazione
del testo significa:
 effettuare un’analisi del testo, mirata ad individuarne le
caratteristiche ;
 formulare un’interpretazione della fonte, sulla base delle
features del documento;
 in modo direttamente proporzionale agli scopi del
trattamento informatico.
Dal layout alla struttura
Il termine markup deriva dalla stampa tipografica 
tradizionale per riferirsi a quell’insieme di simboli e 
annotazioni che l’autore o l’editore aggiunge al 
manoscritto per istruire lo stampatore sulle caratteristiche 
del documento da destinare alla stampa (p.e. ‘centrato’, 
‘titolo’, ‘nota’, ‘grassetto’, ‘a capo’). 
Funzione dei linguaggi di markup è di fornire un insieme di 
strumenti che consentano di aggiungere notizie sul 
testo. Tali notizie possono riguardare due differenti livelli:
• l’aspetto: formattazione (stili, tipi di carattere, colore e dimensione 
dei font, ecc.) e disposizione degli elementi nella pagina 
(allineamento, organizzazione spaziale delle componenti testuali, 
disposizione di note e annotazioni, ecc.).
• la struttura logica (o astratta o formale): funzione dei blocchi di 
testo (paragrafi, titoli, note, capitoli, ecc.), cioè organizzazione 
delle porzioni secondo un sistema formale identificabile. 
I sistemi WYSIWYG
Word-processors: programmi che consentono all’utente di
effettuare operazioni di scrittura, correzione, lettura di un
qualsiasi testo, permettendo altresì la preparazione del
formato dello stesso testo al fine della stampa.
I sistemi di text processing (cioè di manipolazione o
trattamento del testo) basati sull’impiego di word processors
sono detti di tipo WYSISYG (What You See Is What You
Get) cioè: ciò che vedi (sullo schermo dell’elaboratore) è ciò
che ottieni (una volta stampato il documento).
Questi sistemi agevolano notevolmente il lavoro dell’utente,
consentendogli di interagire tramite l’interfaccia grafica.
Permettono quindi di manipolare la rappresentazione
visibile sullo schermo, e gestire le attività di formattazione e
impaginazione.
Il limite dei software proprietari
Il problema sostanziale è che questi sistemi legano
l’elaborazione del testo ad un determinato programma,
rendendo quindi problematica la portabilità tra ambienti
hardware e software diversi.
Si pensi al programma di videoscrittura Word della casa
produttrice Microsoft che non solo pone limitazioni alla
portabilità del formato doc da un PC a un Macintosh, ma
crea anche difficoltà di lettura da una versione all’altra del
programma stesso.
Impiegando cioè, al fine della rappresentazione del testo,
dei caratteri di controllo invisibili, immessi dentro il file
di testo, questi linguaggi rendono il file leggibile
esclusivamente dal sistema che l’ha generato.
È l’applicativo che inserisce la marcatura, impiegando
un linguaggio proprietario, che lega il prodotto finale al
software di creazione.
Markup languages
Se i word processors consentono una forma di markup del
testo, si parla più propriamente di markup languages, detti
in italiano linguaggi di marcatura del testo, per riferirsi a
linguaggi che si basano su un insieme di istruzioni e
indicazioni orientate alla descrizione dei fenomeni di
strutturazione, composizione, impaginazione del testo
stesso.
I marcatori si configurano come sequenze di caratteri visibili,
e vengono immessi dentro il file, secondo una determinata
sintassi, immediatamente accanto alla sequenza di
caratteri a cui si riferiscono e cioè marcando direttamente i
blocchi di testo cui intendono assegnare una determinata
funzione. Garantiscono in questo modo la leggibilità (che
non necessariamente significa però completa
comprensione) del codice introdotto.

Markup procedurale e markup
dichiarativo
È possibile distinguere due diverse classi di
linguaggi di markup, che differiscono per il
tipo di indicazioni impiegate all’atto
dell’operazione di marcatura ovvero per la
tipologia e la funzione dei marcatori
utilizzati:
markup specifico (o procedurale)
markup generico (o dichiarativo).
Linguaggi di markup dichiarativo
Principali linguaggi di markup dichiarativo: 
 SGML, il capostipite;
 HTML, una sua diretta derivazione pensata per 
l’implementazione di ipertesti;
 XML, un sottoinsieme semplificato dell’SGML pensato per la 
realizzazione di testi elettronici portabili anche sul Web e a 
scopi di preservazione.
I linguaggi dichiarativi:
 si basano principalmente sulla descrizione della struttura
logica del documento e sono quindi prevalentemente utilizzati 
a scopo descrittivo;
 il formato dei dati non è proprietario;
 i marcatori sono leggibili dall’utente; 
 sono platform-independent perche basati esclusivamente su 
istruzioni espresse in formato ‘solo testo’.
SGML
SGML (Standard Generalized Markup Language),
GML prima di diventare standard, è stato elaborato
nel 1986 da Charles Goldfarb con lo scopo di
definire uno schema linguistico standard a livello
internazionale nell’ambito della codifica dei testi e
superare la moltitudine di sistemi di codifica fino ad
allora sviluppati;
obiettivo primario dello standard è consentire
l’interscambio di documenti in formato elettronico
tra ambienti hardware e software differenti e
garantire quindi la portabilità dei dati.
La struttura gerarchica ad albero
SGML si basa su di un markup generico, orientato alla descrizione della
struttura logica di un documento di testo piuttosto che del suo aspetto.
Si fonda sull’idea che ogni documento sia dotato di una struttura astratta
(o logica) definibile tramite una organizzazione rigidamente gerarchica
dei suoi elementi costitutivi.
La struttura astratta di un qualsiasi documento viene identificata in una
rappresentazione ad albero in cui:
 a ciascun nodo dell’albero corrisponde un elemento (e cioè ogni
partizione logica della fonte);
 ai rami uscenti da ogni nodo corrispondono le relazioni tra elementi e
sotto-elementi ad un dato livello (le relazioni tra elementi possono
essere relazioni di inclusione, di ordine e di ricorrenza: per esempio
potremmo dire che un elemento paragrafo è incluso in un elemento
capitolo e può ricorrere molteplici volte, oppure che un elemento
introduzione deve precedere un elemento capitolo, ecc.);
 alle foglie corrispondono gli elementi finali (generalmente i caratteri
del testo).
Un esempio di albero gerarchico per un semplice documento è: nodo radice
corrispondente al testo stesso; testo composto da un’eventuale introduzione, seguita
da un certo numero di capitoli; a loro volta capitoli composti, ognuno, da un titolo,
seguito da uno o più paragrafi; nodi terminali, o foglie, contenenti stringhe di caratteri
costituenti il testo stesso (indicati con PCDATA) o altri elementi marcati, a seconda
delle esigenze del markup.
Il concetto di classe
Fondandosi su di una codifica di tipo dichiarativo, SGML
consente di definire (o di dichiarare), in modo
assolutamente personale ed autonomo, un insieme di
marcatori (tags) che adempiano al compito primario dello
standard, che consentano cioè di fare il markup della
struttura logica del documento.
Questo gruppo di marcatori, più precisamente, individua una
classe di documenti testuali che presentano le medesime
caratteristiche strutturali.
Con classe intenderemo un’insieme di documenti che
condividono determinate proprietà: i testi poetici, i testi
narrativi, i testi drammatici sono per esempio tre classi che
possiedono una specifica struttura logica; una poesia sarà
di conseguenza marcata secondo le proprietà della classe
testi poetici.
Elementi, attributi e valori
Ogni porzione testuale può essere dunque individuata e 
descritta tramite ricorso ad un nome convenzionale, scelto 
dal codificatore, che prende il nome di elemento (p.e. ‘p’ 
per paragrafo, ‘n’ per nota ecc.) racchiuso tra due 
delimitatori; la porzione strutturale viene quindi 
rappresentata tramite un marcatore o tag di apertura ed 
uno di chiusura. 
Per i tags, la sintassi di SGML ci suggerisce una forma 
grafica simbolica che possiamo decidere di rispettare o 
meno: parentesi ad angolo, o delimitatori, racchiudenti il 
nome dell’elemento, cioè l’identificatore dell’elemento, 
come tag d’apertura (<elemento>); stesse parentesi ma 
con l’identificatore preceduto dal simbolo dello slash / per 
il tag di chiusura: </elemento>). 
È possibile anche associare agli elementi degli attributi, che 
possiedono un determinato valore.
Struttura sintattica di un documento conforme 
ad SGML
<poesia>
<titolo>Titolo della poesia</titolo>
<strofa numero=“1” tipo=”terzina”>  
<verso>Questo è il primo verso</verso> 
<verso>Questo è il secondo verso</verso> 
<verso>Questo è il terzo verso</verso> 
</strofa>
</poesia>
Funzioni di SGML
Più esattamente diremo che SGML è dotato di una sintassi
astratta che spiega come operare il markup di un
documento testuale, fornendo regole che istruiscono
l’utente su come aggiungere i marcatori (cioè si
dovranno porre una tag iniziale e una tag finale ad ogni
porzione testuale; ogni tag sarà costituita da un nome
convenzionale, che identifica l’elemento, racchiuso tra due
delimitatori), senza però fornire norme specifiche sui
nomi per elementi ed attributi.
SGML non fornisce dunque nessuna indicazione circa il
vocabolario per gli elementi, né speciali caratteri in qualità
di delimitatori (non obbliga cioè l’uso delle parentesi
angolate, suggerisce solo questo tipo di notazione
simbolica).
SGML come metalinguaggio
Per questo è lecito affermare che SGML più che un
linguaggio è un metalinguaggio che fornisce
esclusivamente le regole sintattiche necessarie
all’edificazione di altri linguaggi di markup di testi.
Dal momento che SGML ragiona per classi di
documenti diremo che ciascuno di tali linguaggi
derivati si configura come un peculiare modello
del testo o, più esattamente, di un insieme di
testi aventi caratteristiche logico-strutturali
analoghe.
Il concetto di DTD
Lo standard non fornisce dunque alcuna prescrizione relativamente alla 
tipologia, alla quantità o al nome dei marcatori, ma si occupa 
esclusivamente di fornire precise regole sintattiche, necessarie a 
definire un insieme di marcatori. 
Il valore di tali marcatori va specificato in un vocabolario di marcatura, 
che è detto “definizione del tipo di documento”, o DTD (Document 
Type Definition).
La DTD è quindi la grammatica del metalinguaggio o anche il
linguaggio impiegato per la rappresentazione di determinati parametri
logico-strutturali di gruppi di documenti aventi le medesime
caratteristiche.
Si pensi alla tradizionale suddivisione per il testo letterario fra testo in
prosa, testo in versi, testo drammatico, testo parlato, ecc.
Ciascuno di questo macro-raggruppamenti è un tipo di documento. Ma
anche il testo letterario in sé può essere considerato tale.
DTD e Schema di codifica
La DTD si chiama anche lo schema di 
codifica cui un testo fa riferimento – o 
anche il modello – che ha il compito di 
definire da un lato i diversi aspetti della 
fonte che possono essere oggetto di 
intervento interpretativo e, dall’altro, 
specificare il vocabolario associato a 
ciascuno degli aspetti.
Funzioni della DTD
 i marcatori per gli elementi (elements) che identificano la serie delle 
proprietà di un testo o di una certa classe di documenti; per ciascuno 
di tali elementi è definito un nome convenzionale che qualifica la 
proprietà strutturale della porzione della fonte che andrà ad 
identificare: p.e. ‘t’ per testo, ‘intro’ per introduzione, ‘cap’ per capitolo, 
‘p’ per paragrafo, ‘n’ per nota, ecc.; 
 la descrizione del contenuto di ogni elemento (content model), 
quindi quali altri elementi possono apparire, con quale ordine e con 
quale frequenza (una sezione sarà suddivisa in paragrafi, ogni un 
paragrafo potrà contenere parole e le parole potranno contenere 
lettere); 
 i marcatori per gli attributi (attributes) assegnabili ad un qualsivoglia 
elemento (un titolo potrà essere caratterizzato dalla sua tipologia di 
livello, un capitolo dal suo numero progressivo, ecc.); 
 i simboli (stringhe di testo ascii/Unicode) per le entità (entity) che 
possono occorrere all’interno del documento e che rappresentano: 
caratteri non esistenti nel code set impiegato alla codifica, forme 
contratte che vanno estese in fase di layout (per esempio 
un’abbreviazione), oggetti esterni (altri file sgml o non- sgml). 
HTML come DTD
L’HTML (HyperText Markup Language) è un 
formato non proprietario basato sull’SGML, 
più precisamente è una DTD SGML che 
nasce quindi nel rispetto delle specifiche 
della sintassi dello standard e che prescrive 
un vocabolario legato a quella classe di 
documenti che sono gli ipertesti.
Nato agli inizi degli anni ‘90 e ideato da Tim 
Berner Lee, il padre fondatore del WWW. 
Specifica dal sito del consorzio W3C: 
http://www.w3.org/TR/#tr_HTML
Limiti di HTML
 non modificabile, quindi chiuso: l’autore può scegliere 
entro un numero predefinito di elementi, capaci di 
descrivere solo taluni fenomeni testuali e non ha la facoltà 
di esplicitarne di diversi. 
 scarsamente strutturato, dotato di una sintassi poco 
potente, incapace di descrivere fenomeni complessi o 
informazioni altamente organizzate. 
 spiccata predilezione per marcatori stilistici più che 
strutturali, cioè una codifica improntata alla descrizione 
dell’aspetto fisico del documento piuttosto che alla 
struttura logica. La maggior parte degli elementi del 
vocabolario HTML, fino alla versione 4.01, si concentra 
sulle caratteristiche visuali del documento (colore e 
dimensione dei font, tipo di caratteri, allineamento delle 
sezioni, colori e immagini di sfondo, ecc.).
 Ora con HTML5 alcuni problemi sono stati superati…
HTML Markup language
Version Year
HTML 1991
HTML 2.0 1995
HTML 3.2 1997
HTML 4.01 1999
XHTML 2000
HTML5 2014
Non si tratta solo di diverse versioni ma di un modo di intendere il Web che si è 
evoluto ed è cambiato nel corso del tempo. Con l’evoluzione del Web sono 
cambiate le funzioni e le caratteristiche del linguaggio attraverso cui il Web si 
esprime.
HTML 4.01
XHTML overview
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" 
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html>
<head>
<title>Documento di prova</title>
<link rel="stylesheet" href="stile.css"/>
</head>
<body>
<div id="container">
<div id="header">
<h1>Testata del sito</h1>
</div>
<div id="menu-principale">
<ul class="toc">
<li><a href="index.htm">Home</a></li>
<li><a id="activelink">Pagina attiva</a></li>
<li><a href="pagina1.htm">Pagina 1</a></li>
</ul>
</div>
<div id="contenuto">
<hr/>
<p>E qui metto il testo che voglio compaia come corpo centrale</p>
<p>E magari voglio un’immagine <img src="immagine.png"/></p>
<p>Altro paragrafo con <strong>una parola enfatizzata</strong></p>
</div>
<div id="piede-pagina">
<p>&copy; Data, <span class="persona">Nome cognome</span></p>
<p>E ancora altre informazioni: contatti, credits, validazione</p>
<p><a href="">Link1</a> | <a href="">Link2</a> | <a href="">Link3</a></p>
</div>
</div>
</body>
</html>
HTML5. Struttura vs layout
- HTML5 verso la semantica della rappresentazione digitale.
- Fogli di stile CSS (Cascading Style Sheets) per la gestione dell’aspetto 
del documento.
- Necessità di separare struttura logica e contenuto dall’aspetto o layout 
del documento.
Nascita XML
Il W3C ha optato per la realizzazione di una 
versione semplificata dello standard ISO 
SGML che ha portato allo sviluppo 
dell’XML. 
Il progetto ha avuto inizio alla fine del 1996, 
nell’ambito della SGML Activity del W3C e 
nel Febbraio del 1998 le specifiche sono 
divenute una raccomandazione ufficiale, 
con il nome Extensible Markup Language
(XML) versione 1.0 http://www.w3.org/XML.
XML e markup strutturale
XML è dunque un sottoinsieme di SGML semplificato ed 
ottimizzato specificamente per applicazioni in ambiente 
Word Wide Web. 
Si tratta dunque, come il suo predecessore, di un 
metalinguaggio, che permette di specificare molteplici 
classi di linguaggi di marcatura, e non quindi una 
semplice applicazione SGML come HTML.
La grande novità che caratterizza XML è la descrizione 
logica delle informazioni testuali in un formato 
leggibile e comprensibile dall’utente, prescindendo 
dalle indicazioni relative a come i dati devono essere 
visualizzati; solo in un secondo momento i dati marcati in 
XML possono ricevere istruzioni circa le modalità di 
visualizzazione e di formattazione. 
XSL
Pur supportando XML i fogli di stile a cascata 
(CSS) esiste già una specifica per i fogli di 
stile, pensata per XML: l’Extensible 
Stylesheet Language XSL 
http://www.w3.org/Style/XSL/. 
Usando l’XSL si assicura che i documenti 
XML risultino formattati nello stesso modo, 
indipendentemente dall’applicazione che si 
utilizza o dalla piattaforma di 
visualizzazione. 
Il foglio di stile, oltre ad assegnare un certo 
layout al documento, consente di 
amministrare viste diverse sullo stesso file. 
XML, struttura logica, albero 
gerarchico
Un markup XML esprime quindi il valore della 
stringa di caratteri cui il tag è associato a 
prescindere dalle modalità di resa grafica. 
Diremo che XML focalizza la codifica sulla 
struttura e quindi sul valore dei blocchi 
logici, documentando l’ordinamento 
gerarchico che sovrintende 
all’organizzazione degli elementi della 
fonte. 
DTD e XML Schema
A seconda delle esigenze del markup e della classe di
appartenenza del documento, è possibile specificare in
modo personale la serie dei marcatori utili alla descrizione
del documento.
I tags utili possono essere quindi creati a piacimento e
ciascun elemento essere poi specificato nella definizione
del tipo di documento (DTD) o in un XML Schema, un
constraint language che permette di descrivere la struttura
dei documenti XML tramite la stessa sintassi XML (cf.
http://www.w3.org/XML/Schema).
Si tratta del sistema elaborato dal W3C, al fine di consentire
di superare i limiti della DTD, che, essendo scritta con una
sintassi differente da quella dell’XML, non può essere
trattata con gli stessi strumenti software per l’XML.
DTD vs XML Schema
<!ELEMENT eg (#PCDATA)*>
<!ATTLIST eg
xmlns CDATA #FIXED 'http://www.tei-c.org/ns/1.0'
%attributes.class.global;
TEIform CDATA 'eg'>
<!ELEMENT gi (#PCDATA)*>
<!ATTLIST gi
xmlns CDATA #FIXED 'http://www.tei-c.org/ns/1.0'
%attributes.class.global;
TEI (yes|no) 'yes'
TEIform CDATA 'gi'>
<!ELEMENT code (#PCDATA)*>
<!ATTLIST code
xmlns CDATA #FIXED 'http://www.tei-c.org/ns/1.0'
%attributes.class.global;
type CDATA #IMPLIED
TEIform CDATA 'code'>
<!ELEMENT kw (#PCDATA)*>
<!ATTLIST kw
xmlns CDATA #FIXED 'http://www.tei-c.org/ns/1.0'
%attributes.class.global;
TEIform CDATA 'kw'>
<!ELEMENT ident (#PCDATA)*>
<!ATTLIST ident
xmlns CDATA #FIXED 'http://www.tei-c.org/ns/1.0'
%attributes.class.global;
type CDATA #IMPLIED
TEIform CDATA 'ident'>
<xs:element name="eg">
<xs:complexType mixed="true">
<xs:attributeGroup
ref="ns1:attributes.class.global"/>
<xs:attribute name="TEIform" default="eg"/>
</xs:complexType>
</xs:element>
<xs:element name="gi">
<xs:complexType mixed="true">
<xs:attributeGroup
ref="ns1:attributes.class.global"/>
<xs:attribute name="TEI" default="yes">
<xs:simpleType>
<xs:restriction base="xs:token">
<xs:enumeration value="yes"/>
<xs:enumeration value="no"/>
</xs:restriction>
</xs:simpleType>
</xs:attribute>
<xs:attribute name="TEIform" default="gi"/>
</xs:complexType>
</xs:element>
<xs:element name="code">
<xs:complexType mixed="true">
<xs:attributeGroup
ref="ns1:attributes.class.global"/>
<xs:attribute name="type"/>
<xs:attribute name="TEIform" default="code"/>
</xs:complexType>
</xs:element>
<xs:element name="kw">
<xs:complexType mixed="true">
<xs:attributeGroup
ref="ns1:attributes.class.global"/>
<xs:attribute name="TEIform" default="kw"/>
</xs:complexType>
</xs:element>
Documenti 
VALIDI e BEN FORMATI
 Dunque anche un singolo documento XML valido può 
essere associato ad uno schema (ci riferiremo con questa 
parola sia alla DTD che all’XML Schema) che ne specifica 
la grammatica, nel senso di vocabolario degli elementi e 
relazioni gerarchiche fra gli stessi. 
 Il documento XML che fa riferimento ad uno schema si 
dice ‘valido’. 
 Tuttavia a differenza di SGML, XML consente la 
distribuzione anche di documenti privi di schemi, 
documenti well-formed, cioè ‘ben formati’, che rispettano 
le regole XML per la formazione e la collocazione dei 
marcatori, pur senza richiedere il riferimento ad uno 
schema. 
Caratteristiche sintattiche di XML
 XML richiede il rispetto di regole sintattiche rigide, che consentono 
però la leggibilità del file risultante su qualsiasi piattaforma. 
 XML è case sensitive: <ELEMENTO></ELEMENTO> è corretto e lo è 
anche  <elemento></elemento> ma non lo è 
<elemento></ELEMENTO>. Il case (minuscolo o maiuscolo) utilizzato 
per i nomi degli elementi deve essere quindi il medesimo in apertura e 
in chiusura.
 Il valore dell’attributo va sempre posto fra virgolette: <immagine 
riferimento=“img.jpg”/>
 Si rende necessario un corretto annidamento dei marcatori:  NON 
<a><b></a></b>  MA <a><b></b></a>. Questo vincolo dell’XML, 
derivato dall’SGML, limita la rappresentazione di fenomeni testuali 
concorrenti e impedisce la gestione di due strutture che si 
intersecano, cioè delle gerarchie sovrapposte.
 Deve esistere un tag che contiene tutti gli altri, il tag root (radice). 
 Possono essere utilizzati elementi ‘vuoti’, vale a dire marcatori che 
non racchiudono  blocchi o porzioni di testo ma forniscono 
un’indicazione come la fine di una riga, il cambio di una pagina, ma 
anche l’inserimento di un’immagine ecc. La forma può essere o 
<tagvuoto/> oppure <tagvuoto></tagvuoto>. 
Per riassumere
XML è dunque un metalinguaggio che definisce le norme sintattiche per
effettuare il markup di un documento, ma non fornisce alcun criterio
per la scelta e la denominazione degli elementi utili a descrivere i
fenomeni testuali.
E’ possibile utilizzare uno schema, che documenta il vocabolario di
elementi e le relazioni fra gli stessi; ma è anche lecito creare
marcatori di invenzione, quando uno schema esistente non sia
sufficiente a rappresentare le caratteristiche della fonte che si
intendono codificare.
Una volta definite tali caratteristiche si possono individuare e definire dei
nomi convenzionali per gli elementi che esplicitano il valore delle
porzioni di testo cui andranno riferiti.
Se la prerogativa dei linguaggi di markup dichiarativo è la codifica della
struttura in realtà moltissimi fenomeni possono essere oggetto di
descrizione: essi configurano il modello della fonte, risultato della
selezione delle informazioni veicolate dal testo che si intendono
marcare, cioè descrivere.
Potranno quindi esistere molteplici codifiche XML diverse, ciascuna
rappresentativa di uno specifico modello e, in potenza, nessun
modello potrà esaurire gli aspetti passibili di intervento interpretativo.
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