Honeycomb topologies: design rationalization of a free‐form







































minimise  the  number  of  structural  variations  that  occur  in  an  arbitrarily  curved  surface.  The 
resultant  algorithm  is  evaluated  in  light  of  a  cost  effective  solution  and  an  optimum  result  is 
formulated  through  the  results  of  the  compiled  experiments.  The  outcome  of  the  final  tool 
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Appendix IV: Dynamic Relaxation             43 















architecture  generally  use  a  form‐finding  process  in  order  to  resolve  and  construct  them  into 
buildable components. 
Form‐finding  methods  help  find  the  optimal  surface  of  material  systems  which  are  under  the 
influence  of  forces.  They  are  non‐geometric  mode  of  generating  surfaces  which  and  can  be 
implemented by experimental or numerical techniques. In membrane structures the displacement of 
the points making up the surface are related to the specified material, and the state of equilibrium 
between  the  internal  resistance  and  the  external  forces  defines  the  final  form  of  the  surface.  
Traditional  form  finding  methods  employed  by  architects  such  as  Gaudi  and  Frei  otto  include 
hanging of physical nets or fabrics, and soap bubbles, to help understand compression grid shells 
and shape pneumatics. The Numerical counterparts of the physical experiment include force density 






















Cellular  structures  are  forms  that  appear  repeatedly  in  nature  including  crystals  of  snowflakes, 
hexagonal lattice work of carbon molecules, and honeycombs. The geometry of such patterns arise 
as  a  result  of  efficiency  and  strength  which  have  been  explored  by  scientist  including  D’arcy 


























There  are  many  advantages  to  using  a  space  frame  construction,  mainly  because  they  are  an 
economical system which can be mass produced into a series of small components that are easily 
transported,  handled and assembled  without highly skilled labour. Their lightweight nature also 














and  residual  stresses  within  the  system.  Therefore  the  underlining  criteria  that  needs  to  be 












making  up  the  geometry.  Often,  to  resolve  these  forms  it  is  important  to  use  some  type  of  a 



























Although  the  cost  of  cutting  different  space  frame  members  is  almost  negligible  due  to  CNC 








































In  the  following  section  some  computational  precedents  in  architectural  design  regarding  the 













































In  this  section  a  background  of  some  methodological  approaches  regarding  form‐finding  and 





Dynamic  relaxation  is  a  method  which  is  generally  used  to  digitally  simulate  form‐finding  of 
membrane and cable net structures, however in recent years several architectural structures have 
also  used  a  relaxation  process  as  a  means  to  optimise  the  structural  geometry  to  fulfil  various 
criteria.   
 
Figure 1. Computer model of the Bergen National Academy of arts (Littlefield 2008: 7) 
The Bergen National Academy of arts by Snohetta architects and Buro Happold Engineers used a 
relaxation  process  for  the  optimisation  of  the  steel  and  glass  roof.  The  optimisation  aimed  at 
reducing the cost of two constructional parameters including the weight of steel and the area of 
glass.  Primarily  the  optimum  weight  of  steel  was  determined  by  a  relaxation  procedure  which 
simulated  the  behaviour  of  the  roof  using  a  digital  version  of  the  hanging  chain  model.  This 
simulation  provided  a  direct  relationship  between  the  stress  and  thickness  of  each  structural 

























created  the  initial  structural  grid,  the  second  stage  of  the  algorithm  aimed  to  remove  the 
discontinuities between the lines through dynamic relaxation. In the Relaxation process a fictitious 
force is applied to each node based on the position of the neighbouring nodes. This process is 
repeated  iteratively  so  that  the  nodes  move  around  on  the  surface  until  the  overall  force  is 
minimised and a state of equilibrium is reached. 
In  this  project  the  procedure  uses  a  top 
down  optimisation,  which  requires  an 
understanding  of  the  mathematical 
equations  that  specify  the  given  surface. 
Unlike  the  Bergen  national  Academy  the 
overall geometry of the Great court roof was 
limited to the initial form, due to the tight 



















Although  Particle  systems  are  often  used  in  computer  graphics  to  simulate  complex  physical 
phenomena such as smoke and water, they have also recently been incorporated in architectural 
design as a tool for form finding using digital simulation.   






The  particle  nodes  are  assigned  a  mass  and  can  be  fixed  in  space  to  create  various  support 
conditions.  This  geometry  is  then 
subjected  to  gravitational  force 
which  deforms  the  structure  based 
on the applied gravity and the self‐














































The  constructed  prototype  and 
program  was  able  to  create  a 
double  curved  surface  comprising 
of  hexagonal  cell   with various 
shapes,  sizes  and  depth.  The 
resultant  differentiation  in  the 
honeycomb  structure provides the 
necessary  capacity  for  adaptation 
to  sp structu and 
environmental  conditions  whilst 


















combination  of  form  finding  and  optimisation  techniques.  The  geometry  of  the  space  filling 





In  order  to  achieve  an  optimum  result  in  terms  of  structure  and  material,  flexibility  in  the 
corresponding program allowed for control of the cell sizes, as well as the angles and number of the 
connections, so that the these  variables could be easily adjusted to create the necessary strength 
and  permeability.  The  optimization  process  for  the  structure  was  developed  through  “Strand7 
structural  FEA  software,”  (Arkinstall  2008)  which  helped  minimise  the  overall  steel  usage,  by 







The  design  and  construction  of  the 
water  cube  is  a  significant  point  of 
reference for this investigation. The use 




material,  and  providing  a  visually  and 
technically  interesting  structure. 
Furthermore,  the  significance  of  the 
cellular  configuration  aids  in  the 
provision  of  a  lightweight  structure 
capable  of  an  omni‐spreading  of  load 














honeycomb  grid  until  an  equilibrium  state  was  reached  for  the  entire  network.  The  resultant 
particles were then released from the surface and the final deviation was calculated against the 
number  of  specified  spring  lengths.  In  an  attempt  to  provide  a  cost  effective  space  frame 
construction whilst maintaining least deviance from the specified surface, it was important to find a 
solution that provided a minimum variation of spring lengths throughout.  
The  code  was  developed  using  Processing  Programming  language  which  provided  an  object 







uniform  rational  b‐spline  surface  (NURBS).  Due  to  their  ability  to  create  endless  possibilities  of 







points  are  governed  by  ‘basis’  functions  which  are  associated  with  the  ratio  of  two  polynomial 
equations. Each time a control point becomes active the basis function affects the curves which are 
associated  with  the  particular  control  point  and  these  curve  sections  are  “delimited  by 
knots”(Kolarevic 2003 :18 ). In short the knot vectors are used to divide the parametric space into 
intervals,  and  these  knot  spacings  can  be  altered  to  produce  non‐uniform  NURBS  by  providing 
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an be specified starting from each node   ,  to the corresponding nodes,     ,    ,   ,    , and  
of  (More ps ocode
honeycom
double  array,  where  instead  of  equal  positions  in  the  horizontal  (a)  and  vertical  (b)  rows,  b  is 
denoted by;  b =(a%2)*2 so that every other row is offset creating a triangular mesh. Two sets of 
























    ,    ( figure 6). This way a regular hexagonal network of springs is achieved with flexibility in 
the total density by varying the number  nodes in the initial for‐loop.  ued  of the 
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Figure7.  Manipulation of the surface with control points 
 
       
Figure8.  View of the tessellated surface with honeycomb mesh 
       















the values of    (u) and    (v) in the first iteration. In order to change the spring lengths of each 
hexagon, it is important to clarify which way the corresponding nodes need to move. The issue with 
the  mentioned  tessellation  is  that  each  node  is  connected  to  three  springs  and  therefore  the 
movement of that node will need to be calculated as the average position of the three surrounding 
nodes. The UV coordinates of node      are therefore iteratively updated based on the position of 
the nodes     ,    , and    , by using the below formula. 
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his formula is repeated for the calculation of the V‐coordinates of node   , , and these new UV‐
 to
   


















such as  gravity, mass  and damping which are often used  in spring system  algorithms were not 
included in the programmatic setup.  
The preliminary positions of the nodes are derived from the mentioned NURBS algorithm, and their 
movement  is  determined  as  the  sum  of  the  current  position  (  .pos)  and  direction  vector 
(  .dir), which is initially set as zero. At each iteration, the movement of the nodes are established 
depending on the ratio (g) of the actual (L) to ideal spring length (r), which is used to scale a new 
direction vector(    ). This vector is the direction between the two corresponding nodes    and 
, and is either added or subtracted from the initial direction vector (  .dir) depending on 
tial length of the spring and the target value. This process is repeated iteratively until the 
direction vectors are close to zero and therefore reaching a state of equilibrium. (More details about 
the movement of the nodes and the direction vectors are presented in Appendix III). 
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  ,  and    ,   ) and the distance between   ,  and   ,   , which determines the length of the 
ng (L).   ch iteration, the spring lengths ) are compared against a series of ideal lengths (r), 
which are determined prior to optimisation. The determination of these ideal lengths is discussed 
further in the results. Each pair of particles, corresponding to one spring, is examined in relation to 
their  distance  or  spring  length  (L),  and  this  value  is  the  guiding  principle  which  drives  the 
optimisation. The ideal length (r) determines if the state of the spring is either in compression, 
tension  or  equilibrium.  So  therefore  as  an  example,  if  L<r  then  the  state  of  the  spring  is  in 
compression which pushes   ,  and   ,    away from each other, else if L>r then the spring exerts a 
tensional force which draws ,  and   closer together.  











are  replaced  with  an  appropriate 
geometry similar to that used for 
space  frame  connectors,  so  that 
the joints can be easily fabricated 
to the provide the exact angles for 
the  assembly  of  the  surface.  A 
prototype of the joints is produced 



































The  testing  of  the  algorithm  was  carried  out  in  three  stages;  these  include  analysis  of  the 
tessellation, the effects of the dynamic relaxation and the reduction of the spring lengths. These 






















































is  determined  by  two  variables,  namely  the  cost  and  the  level  of  variations  between  springs. 

















































Figure16.   Optimum cost based on density and variations of lengths. 



































































































































































3 variations 5variations 7 variations 9 variations
The performance of the algorithm was tested by measuring the deviation of each node in X Y and Z 




































































Figure 22. Deviation of springs with 7 set lengths 
 































The  results  from  the  graphs  presented  above  show  that  the  level  of  deviation  for  each  node 
decreases  with  a  higher  number  of  defined  spring  lengths.  However,  even  with  the  maximum 
number of defined lengths shown in figure 23, a noticeable level of deformation is still present in 







































































































































































        









































































Given  that  increasing  the  number  of  spring  variations  improves  the  level  of  deviation  from  the 



















is going  to increase  the  time of construction based on  the number of  different sized  hexagons 
produced in the plan. Therefore if we assume that the cost of construction is exactly proportional to 




     Figure 36. Standard deviation of the different variations and the cost of construction         




















comparison  of  the  two  methodologies  showed  that  the  sort  method  produced  more  distortion 
towards  the  peaks  of  the  surface.  This  is  presumed  to  have  been  due  to  the  inability  of  this 






construction  which  provided  an  optimum  solution  of  8  variations.  This  outcome  provides  an 











































•  Another important aspect which can  affect  the cost such structures is the  cladding of each 



































multitude  of  geometric  forms,  something  which  can  be  easily  incorporated  by  architects  and 






search  of  a  cost  effective  solution,  but  the  creation  of  a  tool  that  could  embed  the  geometric 
behaviour,  manufacturing  constraints  and  assembly  logic  into  a  single  system  to  provide  an 

















float [] u_knots = {  
  0.0, 0.125, 0.25, 0.375,0.5, 0.625, 0.75, 0.875, 1.0 }; 
float [] v_knots = {  




  PVector pos; //x,y,z positions 
  PVector n_dir; 
  float u; 
  float v; 
  Node(float _u, float _v) 
  { 
    u = _u; 
    v = _v;   
    n_dir = new PVector(0,0,0);    
  }  
// calculate xyz position of node from NURBS Equation 
  void calcpos() 
  { 
    pos = new PVector(); 
 
    for (int i = 0; i < u_ctrl_pts; i++) { 
      for (int j = 0; j < v_ctrl_pts; j++) { 
 
        float basisv = basisn(v,j,v_deg,v_knots); 
        float basisu = basisn(u,i,u_deg,u_knots); 
        PVector pk = PVector.mult( ctrl_pts[i][j], basisu * basisv); 
        pos.add( pk ); 
      } 
    } 
  } 
// change node position 
  void move() 
  { 
     
//add the direction to the position vector 
    pos = PVector.add(pos,n_dir);       
// reset direction vector 
    n_dir = new PVector(0,0,0); 
  } 
 
  void draw(int col) 
  { 
    pushMatrix(); 
    translate(pos.x,pos.y,pos.z); 
    noStroke(); 
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     fill(255,0,0); 
    box(6,6,6); 
    popMatrix();  
  } 
} 
//basis functions for NURBS Equation 
float basisn(float u, int k, int d, float [] knots) 
{ 
  if (d == 0) { 
    return basis0(u,k,knots); 
  } 
  else { 
    float b1 = basisn(u,k,d-1,knots) * (u - knots[k]) / (knots[k+d] - 
knots[k]); 
    float b2 = basisn(u,k+1,d-1,knots) * (knots[k+d+1] - u) / (knots[k+d+1] 
- knots[k+1]); 
    return b1 + b2; 
  } 
} 
 
float basis0(float u, int k, float [] knots) 
{ 
  if (u >= knots[k] && u < knots[k+1]) { 
    return 1; 
  } 
  else { 
    return 0; 




 class Nurbs{ 
  PVector dir1, dir2, dir3,dir4, dir5,dir6,dir7, dir8 ; 
  float L1, L2, L3,L4,L5,L6; 
 
  Nurbs(){ 
 
    ctrl_pts = new PVector[u_ctrl_pts][v_ctrl_pts]; 
    u_deg = u_knots.length - u_ctrl_pts-1 ; 
    v_deg = v_knots.length - v_ctrl_pts-1 ; 
 
    u_spacing = (width / 3); 
    v_spacing = (width / 3); 
 
    nodes = new Node [num][num]; 
    spring1 = new Spring [num][num]; 
    spring2 = new Spring[num][num]; 
    spring3 = new Spring [num][num]; 
    randSurface(); 
  } 
 
  void display() 
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   { 
    for (int p = 0; p<num-1; p+=1)//draw honeycomb grid  
    { 
      for (int q =(p%2)*2+1; q<num-1; q+=4) 
      { 
        if (p>0&&q>0){ 
//create three springs to starting from node[p][q] 
          spring1[p][q]=  new Spring(nodes[p][q],nodes[p-1][q-1]);//blue  
          spring2[p][q]=  new Spring(nodes[p][q],nodes[p][q+1]); //red 
          spring3[p][q]=  new Spring(nodes[p][q],nodes[p+1][q-1]);//green 
           if(visible){ 
            if(p>1&&q<num-3&&p<num-2){ 
              spring2[p][q].draw();//red  
            } 
            if(p>1){ 
              spring1[p][q].draw();//blue 
            } 
            if(p<num-2){ 
              spring3[p][q].draw();//green 
            } 
 
            if(calcpos==true){ 
//calculate their position based on NURBS equation 
              nodes[p][q].calcpos(); 
              nodes[p][q+1].calcpos(); 
} 
            } 
          } 
        } 
      } 
 
  void Draw_ctrlPoint(int i, int j){ 
    pushMatrix(); 
    translate(ctrl_pts[i][j].x, ctrl_pts[i][j].y, ctrl_pts[i][j].z); 
    fill(140); 
    stroke(140); 
    sphere(7); 
    popMatrix(); 
  } 
 
// set up control points in a regular grid on the xz plane with defined 
heights: 
 
  void setHieght(int i, int j, int ct_pt1,int ct_pt2,int ct_pt3,int ct_pt4, 
int Height){ 
 
    if (i==ct_pt1 && j==ct_pt2 || i==ct_pt3 && j==ct_pt4){ 
      ctrl_pts[i][j] = new PVector( u_spacing * i, Height, -v_spacing * j); 
//MoveValue allows easy adjustment of the control points for further 
manipulation 
      ctrl_pts[inum][jnum].y+=MoveValue; 
      Draw_ctrlPoint (i,j); 
    } 
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   } 
 
  void randSurface() 
  { 
 
    for (int i = 0; i < u_ctrl_pts; i++) { 
      for (int j = 0; j < v_ctrl_pts; j++) { 
 
        ctrl_pts[i][j] = new PVector( u_spacing * i,0, -v_spacing * j); 
        setHieght( i, j,  2, 5, 3, 5, -1000 ); 
        setHieght( i, j,  2, 0, 3, 0, -800);  
        setHieght( i, j,  2, 4, 3, 4, -300 );  
        setHieght( i, j,  2, 1, 3, 1, -300);  
        setHieght( i, j,  0, 3, 0, 2, 50);  
        setHieght( i, j,  5, 3, 5, 2, 50);  
        setHieght( i, j,  1, 3, 1, 2, -1050);  
        setHieght( i, j,  4, 3, 4, 2, 800 );  
        setHieght( i, j,  3, 3, 3, 2, 350);  
        setHieght( i, j,  2, 3, 2, 2, -450);  
      } 
    } 
//determine UV position of the nodes  
    for (int p = 0; p < num; p++) { 
      for (int q = 0; q < num; q++) { 
nodes[p][q] = new Node( 0.25 + (0.75 - 0.25) * ((p + 0.5) /  float(num-1)),  
0.25 + (0.75 - 0.25) * (q /  float(num-1))  ); 
        nodes[p][q].calcpos(); 
      } 
    } 







  Node a; 
  Node b; 
  float len; 
  float g; 
  float actualLength; 
  float testlength; 
  PVector  dir_1 = new PVector(0,0,0);  
  PVector  dir_2 = new PVector(0,0,0);  
  float ID_springLength; 
 
  Spring(Node n1, Node n2) 
  { 
    a = n1; 
    b = n2; 
    len = PVector.dist(a.pos,b.pos); 
40 
   }   
//change the length of springs by defining an ideal length ‘t’ 
  void changeLength(float t) 
  { 
    ID_springLength = t;  
    actualLength = PVector.dist (a.pos, b.pos);   
 
    dir_1 = PVector.sub(b.pos, a.pos); 
    dir_2 = PVector.sub(a.pos, b.pos); 
 
    g = ((abs(actualLength- ID_springLength))/actualLength)/2;        
    dir_1.mult(g);  //scale the direction vector  
    dir_2.mult(g);  
//if actual length is smaller then move the nodes apart 
    if (actualLength< ID_springLength) 
    {             
      a.n_dir = PVector.sub(a.n_dir, dir_1); 
      b.n_dir = PVector.sub(b.n_dir, dir_2); 
    } 
//if actual length is bigger then move the nodes together 
    if (actualLength>ID_springLength) 
    { 
      a.n_dir = PVector.add(a.n_dir, dir_1); 
      b.n_dir = PVector.add(b.n_dir, dir_2); 
    } 
    if (actualLength==ID_springLength) 
    { 
      a.n_dir = new PVector(0,0,0); 
      b.n_dir = new PVector(0,0,0); 
    }    
  } 
 
  void draw() 
  { 
    float tol= 0.05;  
    actualLength = PVector.dist (a.pos, b.pos);  //actual length  
    ID_springLength=r; 
 
//change colour  of the springs to illustrate the different lengths 
    if(colour==true){ 
      if (actualLength>av-tol&&actualLength<av+tol) 
      { 
        stroke(Red); 
        strokeWeight(st); 
      } 
      else if(actualLength>av1-tol&&actualLength<av1+tol) 
      { 
        stroke(Green); 
        strokeWeight(st); 
      } 
      else if(actualLength>av2-tol&&actualLength<av2+tol) 
      { 
        stroke(Blue); 
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         strokeWeight(st); 
      } 
      else{ 
           stroke(255,255,255); 
        strokeWeight(1.2); 
      } 
    } 
    line(a.pos.x,a.pos.y,a.pos.z, b.pos.x,b.pos.y,b.pos.z);  
  } 
} 
//determine if the spring is in between a certain range and change the 
length to the new rest lengths 
void calcVal(Spring [][] s1, float start_range, float end_range, float 
average_length, int p, int q ){ 
 
  if(s1[p][q].len>=start_range&&s1[p][q].len<end_range){ 
    r=average_length; 
  } 
} 
//release the nodes off the surface by changing all the spring lengths 
void release(){ 
  for (int p = 1; p <49; p+=1) 
  { 
    for (int q =(p%2)*2+1; q<48; q+=4) 
    { 
      if(p>1 &&p<num-2 &&q<num-2&&q>0){  
 
        calcVal(spring1, range1, range2, av, p, q ); 
        calcVal(spring1, range2, range3, av1, p, q ); 
        calcVal(spring1, range3, range4, av2, p, q ); 
        nodes[p][q].move(); 
        spring1[p][q].changeLength(r);//blue 
 
        calcVal(spring3, range1, range2, av, p, q ); 
        calcVal(spring3, range2, range3, av1, p, q ); 
        calcVal(spring3, range3, range4, av2, p, q ); 
        nodes[p][q].move(); 
        spring3[p][q].changeLength(r); //green    
         
        calcVal(spring2, range1, range2, av, p, q ); 
        calcVal(spring2, range2, range3, av1, p, q ); 
        calcVal(spring2, range3, range4, av2, p, q ); 
        nodes[p][q].move(); 
        spring2[p][q].changeLength(r);//red 
        nodes[p][q+1].move(); 
      } 
    } 







void D_R (){ 
  for (int p = 1; p <num-1; p+=1) 
  { 
    for (int q =(p%2)*2+1; q<num-1; q+=4) 
    { 
      if(p>1 &&p<num-2 &&q<num-3&&q>0){  
        surface.calcLength(p,q); 
// determine new UV coordinated for each node through average position of 
the three surrounding nodes 










      } 
    } 





  Node a; 
  Node b; 
  Cylinder(Node n1){ 
    a = n1; 
  }  
//create a cylinder    
  void drawCylinder(){ 
    vertices = new PVector[2][pts+1]; 
    stroke(255); 
    for (int i = 0; i < 2; i++){ 
      angle = 0; 
      for(int j = 0; j <= pts; j++){ 
 
        vertices[i][j] = new PVector(); 
        vertices[i][j].x = cos(radians(angle)) * radius; 
        vertices[i][j].y = sin(radians(angle)) * radius; 
        vertices[i][j].z = cylinderLength;  
        angle += 360.0/pts; 
      }   
      cylinderLength *= -1; 
    } 
 
    // draw cylinder tube 
    beginShape(QUAD_STRIP); 
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     pushMatrix(); 
    rotateY(PI/2); 
    translate(0, 0,cylinderLength); 
    for(int j = 0; j <= pts; j++){ 
      vertex(vertices[0][j].x, vertices[0][j].y, vertices[0][j].z); 
      vertex(vertices[1][j].x, vertices[1][j].y, vertices[1][j].z); 
    } 
    endShape(); 
 
    //draw cylinder ends 
    pushMatrix(); 
    for (int i = 0; i < 2; i++){ 
      beginShape(); 
 
      for(int j = 0; j < pts; j++){ 
 
        vertex(vertices[i][j].x, vertices[i][j].y, vertices[i][j].z); 
      } 
      endShape(CLOSE); 
    } 
    popMatrix(); 
    popMatrix(); 
 
  } 
//create connection detail by drawing a sphere and three cylinders which 
are rotated to the direction of the springs 
void connection( PVector dirctn1, PVector dirctn2, PVector dirctn3, int p, 
int q){ 
    pushMatrix(); 
    if(fabricate){ 
//for fabrication translate all the connections to the same plane in y 
      float xx= scl*a.pos.x; 
      float yy=0; 
      float zz= scl*a.pos.z; 
      stroke(255,0,0); 
      translate(xx,yy,zz); 
    } 
//otherwise draw the connections at the position of each node 
    else{ 
      translate(a.pos.x,a.pos.y,a.pos.z); 
    } 
    noStroke(); 
    fill(255); 
    sphere(2); 
    sphereDetail(10); 
    Tube(dirctn1); 
    Tube(dirctn2); 
    Tube(dirctn3); 
 
    popMatrix(); 
  } 
 
  void Tube(PVector direction){ //create tube 
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     pushMatrix(); 
    PVector polar = cartesianToPolar(direction);  
    rotateY(polar.y);  
    rotateZ(polar.z); 
    drawCylinder(); 
    popMatrix(); 
  } 
//this function is used for 3d rotation 
  PVector cartesianToPolar(PVector theVector) {  
    PVector res = new PVector();  
    res.x = theVector.mag();  
    if (res.x > 0) {  
      res.y = -atan2(theVector.z, theVector.x);  
      res.z = asin(theVector.y / res.x);  
    }   
    else {  
      res.y = 0;  
      res.z = 0;  
    }  
    return res;  






  for (int p = 1; p <num-1; p+=1) //main section 
  { 
    for (int q =(p%2)*2+1; q<num-1; q+=4) 
    { 
      if(p>1 &&p<num-2 &&q<&&q>0){  
        surface.calcLength(p,q); 
  tube[p][q] = new Cylinder(nodes[p][q]); 
  tube[p][q].connection(surface.dir1, surface.dir2, surface.dir3, p,q); 
      } 
    } 
  } 
} 
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