Abstract. RACER implements a TBox and ABox reasoner for the logic SHIQ. RACER was the first full-fledged ABox description logic system for a very expressive logic and is based on optimized sound and complete algorithms. RACER also implements a decision procedure for modal logic satisfiability problems (possibly with global axioms).
Introduction
The description logic (DL) SHIQ [18] extends the logic ALCN H R + [9] by additionally providing qualified number restrictions and inverse roles. ALCN H R + was the logic supported by RACE (Reasoner for ABoxes and Concept Expressions), the precursor of RACER (Renamed ABox and Concept Expression Reasoner). Using the ALCN H R + naming scheme, SHIQ could be called ALCQHI R + (pronunciation: ALC-choir).
ALCQHI R + is briefly introduced as follows. We assume a set of concept names C , a set of role names R, and a set of individual names O. The mutually disjoint subsets P and T of R denote non-transitive and transitive roles, respectively (R = P ∪ T ). ALCQHI R + is introduced in Figure 1 using a standard Tarskistyle semantics. The term ⊤ (⊥) is used as an abbreviation for C ⊔ ¬C (C ⊓ ¬C).
If R, S ∈ R are role names, then R ⊑ S is called a role inclusion axiom. A role hierarchy R is a finite set of role inclusion axioms. Then, we define ⊑ * as the reflexive transitive closure of ⊑ over such a role hierarchy R. Given ⊑ * , the set of roles R ↓ = {S ∈ R | S ⊑ * R} defines the sub-roles of a role R. We also define the set S := {R ∈ P | R ↓ ∩ T = ∅} of simple roles that are neither transitive nor have a transitive role as sub-role.
The concept language of ALCQHI R + syntactically restricts the combination of number restrictions and transitive roles. Number restrictions are only allowed for simple roles. This restriction is motivated by a known undecidability result in case of an unrestricted syntax [17] . In concepts, instead of a role name R (or S), the inverse role R −1 (or S −1 ) may be used.
If C and D are concepts, then C ⊑ D is a terminological axiom (generalized concept inclusion or GCI ). A finite set of terminological axioms T R is called a terminology or TBox w.r.t. to a given role hierarchy R. 1 An ABox A is a finite set of assertional axioms as defined in Figure 1 .
A is a concept name and · denotes the cardinality of a set. Furthermore, we assume that R ∈ R and S ∈ S .
An interpretation I is a model of a concept C (or satisfies a concept C) iff
interpretation is a model of a TBox T iff it satisfies all axioms in T . See Figure  1 for the satisfiability conditions. An interpretation is a model of an ABox A w.r.t. a TBox iff it is a model of T and satisfies all assertions in A. Different individuals are mapped to different domain objects (unique name assumption).
Inference Services
In the following we define several inference services offered by RACER.
A concept is called consistent (w.r.t. a TBox T ) iff there exists a model of C (that is also a model of T and R). An ABox A is consistent (w.r.t. a TBox T ) iff A has model I (which is also a model of T ). A knowledge base (T ,A) is called consistent iff there exists a model for A which is also a model for T . A concept, ABox, or knowledge base that is not consistent is called inconsistent.
A concept D subsumes a concept C (w.r.t. a TBox T ) iff C I ⊆ D I for all interpretations I (that are models of T ). If D subsumes C, then C is said to be subsumed by D.
Besides these basic problems, some additional inference services are provided by description logic systems. A basic reasoning service is to compute the subsumption relationship between concept names (i.e. elements from C ). This inference is needed to build a hierarchy of concept names w.r.t. specificity. The problem of computing the most-specific concept names mentioned in T that subsume a certain concept is known as computing the parents of a concept. The children are the most-general concept names mentioned in T that are subsumed by a certain concept. We use the name concept ancestors (concept descendants) for the transitive closure of the parents (children) relation. The computation of the parents and children of every concept name is also called classification of the TBox. Another important inference service for practical knowledge representation is to check whether a certain concept name is inconsistent. Usually, inconsistent concept names are the consequence of modeling errors. Checking the consistency of all concept names mentioned in a TBox without computing the parents and children is called a TBox coherence check .
If the description logic supports full negation, consistency and subsumption can be mutually reduced to each other since D subsumes C (w.r.t. a TBox T ) iff C ⊓ ¬D is inconsistent (w.r.t. T ) and C is inconsistent (w.r.t. T ) iff C is subsumed by ⊥ (w.r.t. T ). Consistency of concepts can be reduced to ABox consistency as follows: A concept C is consistent (w.r.t. a TBox T ) iff the ABox {a : C} is consistent (w.r.t. T ). An individual i is an instance of a concept C (w.r.t. a TBox T and an ABox A) iff i I ∈ C I for all models I (of T and A). Again, for description logics that support full negation for concepts, the instance problem can be reduced to the problem of deciding if the ABox A ∪ {a : ¬C} is inconsistent (w.r.t. T ). This test is also called instance checking. The most-specific concept names mentioned in a TBox T that an individual is an instance of are called the direct types of the individual w.r.t. a knowledge base (T , A). The direct types inference problems can be reduced to subsequent instance problems. The retrieval inference problem is to find all individuals mentioned in an ABox that are an instance of a certain concept C. The set of fillers of a role R for an individual i w.r.t. a knowledge base (T , A) is defined as {x | (T , A) |= (i, x) : R} where (T , A) |= ax means that all models of T and A are also models of ax. The set of roles between two individuals i and j w.r.t. a knowledge base (T , A) is defined as {R | (T , A) |= (i, j) : R}.
As in other systems, there are some auxiliary queries supported: retrieval of the concept names or individuals mentioned in a knowledge base, retrieval of the set of roles, retrieval of the role parents and children (defined analogously to the concept parents and children, see above), retrieval of the set of individuals in the domain and in the range of a role, etc. As a distinguishing feature to other systems, which is important for many applications, we would like to emphasize that RACER supports multiple TBoxes and ABoxes. Assertions can be added to ABoxes after queries have been answered. In addition, RACER also provides support for retraction of assertions in particular ABoxes. The inference services supported by RACER for TBoxes and ABoxes are described in detail in [11] .
The RACER Architecture
The ABox consistency algorithm implemented in the RACER system is based on the tableaux calculus of its precursor RACE [9] . For dealing with qualified number restrictions and inverse roles, the techniques introduced in the tableaux calculus for SHIQ [18] are employed.
However, optimized search techniques are required in order to guarantee good average-case performance. The RACER architecture incorporates the following standard optimization techniques: dependency-directed backtracking [22] and DPLL-style semantic branching (see [6] for an overview of the literature). Among a set of new optimization techniques, the integration of these techniques into DL reasoners for concept consistency has been described in [15] . The implementation of these techniques in the ABox reasoner RACER differs from the implementation of other DL systems, which provide only concept consistency (and TBox) reasoning. The latter systems have to consider only so-called "labels" (sets of concepts) whereas an ABox prover such as RACER has to explicitly deal with individuals (nominals). ABox optimizations are also explained in [8] .
The techniques for TBox reasoning described in [3] (marking and propagation as well as lazy unfolding) are also supported by RACER. As indicated in [7] , the architecture of RACER is inspired by recent results on optimization techniques for TBox reasoning [16] , namely transformations of axioms (GCIs) [19] , model caching [8] and model merging [15] (including so-called deep model merging and model merging for ABoxes [13] ). RACER also provides additional support for very large TBoxes (see [10] ).
RACER is implemented in Common Lisp and is available for research purposes as a server program which can be installed under Linux and Windows (http://kogs-www.informatik.uni-hamburg.de/~race). Specific licenses are not required. Client programs can connect to the RACER DL server via a very fast TCP/IP interface based on sockets. Client-side interfaces for Java and Common Lisp are available. A C/C++ interface is available soon.
Applications
An application of RACER for ontology engineering is described in [10] . The theory behind another application of RACER in the domain of telecommunication systems is explained in [2] . RACER has also be used for solving modal logic satisfiability problems [8] and for database integration tasks. The Java interface has been developed in order to support a TBox learning application (see [1] ).
Outlook
The integration of techniques for representing "concrete domains" (e.g. linear inequalities between real numbers) on the role fillers of an individual has been investigated in [14] . In addition, optimization techniques for dealing with qualified number restrictions [12] will be integrated into RACER in the next release.
