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Zigbee es un protocolo de comunicaciones inalámbricas que sigue el 
estándar MAC IEEE 802.15.4. Este tipo de tecnología tiene la característica 
particular que presenta tanto una baja velocidad de transmisión como de 
potencia, así como también un reducido consumo energético. Por lo tanto, 
debido a estas características esta tecnología permite que sea posible crear 
redes de diferentes tipologías pero con un alcance limitado. 
 
Otras ventajas que proporciona este protocolo, es la capacidad que presentan 
los diferentes tipos dispositivos que trabajan con el protocolo Zigbee, para 
utilizar diferentes tipos de sensores. De esta manera es posible crear  redes 
con diseños muy variados. Gracias a esto, Zigbee es un firme candidato para 
por ejemplo desarrollar redes en Smart Cities. 
 
El problema que presenta las implementaciones Zigbee es que no presenta un 
lenguaje de programación abierto claramente dominante y robusto. 
 
Es por esta razón que la esencia de este TFC es la de evaluar la 
implementación, Open-ZB, para modificarlo y adecuarlo a nuestras 
necesidades. 
 
En este proyecto utilizamos el lenguaje de programación nesC, una variante 
del C que proporciona Open-ZB. Además utilizamos los motes TelosB, y el 
analizador Perythons para realizar las capturas de tráfico. 
 
A lo largo de este documento se explicarán todos los conceptos necesarios 
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Zigbee consists in a wireless communication protocol that follows the 
IEEE 802.15.4 standard. This type of technology presents low speed and 
power transmission, as well as reduced energy consumption. It also 
allows the creation of networks of different types but with a limited scope. 
 
Other benefits of this protocol consist in the abilities offered by the 
different devices that operate with the Zigbee protocol. This fact allows 
the creation of networks with different designs. Thanks to this, Zigbee is 
presented as a strong candidate for developing such networks in Smart 
Cities. 
 
The problem presented by Zigbee implementations, is that there is not an 
open-source development platform clearly dominant and robust. 
 
This is the reason why the essence of this TFC is to evaluate the 
implementation Open-ZB; we modify it and adapt it to our needs. 
 
In this project, we use the nesC programming language, a variant of C 
employed by Open-ZB. We also use TelosB motes and Perytons analyzer 
for catching wireless traffic. 
 
We will explain throughout this document all the concepts necessary for 
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Actualmente y cada vez más, las nuevas tecnologías evolucionan e 
interaccionan diariamente en la vida cotidiana de las personas. Concretamente 
existe un tipo de tecnología, que destaca por su funcionamiento y por la 
comodidad de eliminar elementos físicos que pueden llegar a molestar. Esta 
tecnología es la inalámbrica y dentro de ella podemos encontrar el Zigbee. 
 
Zigbee incluye las capas físicas y de acceso del estándar IEEE 802.15.4. 
Permite formar una red WSN (Wireles Sensor Network) que consisten en  
redes de carácter personal e inalámbricas. Estas redes son y se prevé que 
serán muy utilizadas para el desarrollo de nuevos proyectos en el ámbito 
denominado Smart City, debido al bajo coste que puede suponer la 
implementación de este tipo de redes. 
 
Sin embargo, un problema con el que nos encontramos es la programación del 
entorno, ya que resulta complicado encontrar implementaciones de código 
abierto para desarrollar el Zigbee, y es por ello que la esencia de este trabajo 
es la de evaluar y modificar la implementación open-source, Open-ZB, que nos 
permite realizar modificaciones según nuestras necesidades. 
 
A nivel hardware, hemos utilizado los dispositivos TelosB. Además al realizar 
las capturas de los resultados utilizamos el Perytons que posteriormente 
explicaremos. 
 
En el primer capítulo presentamos las especificaciones IEEE 802.15.4 y 
Zigbee. En el segundo capítulo nos centramos en las tecnologías y recursos 
que utilizamos para la realización de este trabajo final de carrera. 
 
En el tercer capítulo se especifican las modificaciones que hemos realizado 
para la configuración de los diferentes escenarios, modificaciones que trabajan 
en la capa MAC. En el capítulo cuarto hacemos referencia al mecanismo de 
Backoff, y como hemos trabajado para modificar el acceso al medio. 
 
Hemos seleccionado la información más relevante con el fin de ajustarnos lo 
máximo a las características el TFC, por ello toda aquella información que 
hemos considerado menos relevante pero no por ello menos importante, la 













CAPÍTULO 1. IEEE 802.15.4 Y ZIGBEE 
1.1. IEEE 802.15.4 
1.1.1. Descripción general 
 
El estándar IEEE 802.15.4 se concibió para las LR-WPANs (Low Rate Wireless 
Personal Area Networks), redes inalámbricas de área personal con bajo consumo 
energético y tasas de transmisión de datos reducidos. 
 
Dentro del estándar podemos encontrar la definición de la capa física (PHY) y 
de control del acceso al medio (MAC). En este trabajo nos centrarnos 
únicamente en la MAC. La máxima velocidad de transmisión que podemos 
alcanzar es de 250 Kbps. 
 
IEEE 802.15.4 permite el diseño de diferentes tipologías como  son las 
correspondientes a punto a punto o anillo. Dependiendo de la tipología 
diseñada, la red estará jerarquizada para asegurar su correcto funcionamiento. 





Figura 1.1 Tipologías de redes 
Fuente Estándar 802.15.4 
 
Todos los dispositivos de la PAN tienen una dirección única de 64 bits para 
hacer posible su comunicación.  
 
Además, cada PAN dispone de un identificador que permite la comunicación 
entre redes independientes. 
1.1.2. Capa de enlace MAC 
 
La subcapa MAC proporciona dos servicios. El servicio de datos MAC y el 
servicio de gestión de MAC. 
 
El servicio de datos MAC permite la trasmisión y recepción de unidades de 
datos de protocolo MAC a través del servicio proporcionado por la capa PHY. 
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El servicio de gestión de MAC, se encarga de controlar el acceso al medio 
físico por parte de los dispositivos, en las tramas correspondientes a la 
transmisión delimitar los flags de inicio y fin para  el reconocimiento del 
receptor, detección de tramas erróneas, la configuración opcional de tramas de 
confirmación ACK, la asociación y la desasociación.  
 
También es la base sobre la que se define ZigBee, el cual construye niveles 
superiores de la pila de protocolos que el estándar IEEE 802.15.4 no cubre. 
 
1.1.2.1. Estructura de Supertrama  
 
El estándar IEEE 802.11.4 permite la estructura de la supertrama. La 
supertrama está dirigida por el Coordinador y está delimitada entre beacons. 
 
Si el coordinador entra en un modo de bajo consumo es porque la supertrama 




Figura 1.2 Estructura de supertrama periodo activo/inactivo 
Fuente Estándar 802.15.4 
 
Los beacons que son los que se transmiten en el primer slot de la supertrama 
son los encargados de sincronizar los diferentes dispositivos, identificar la PAN 
y describir la estructura de la supertrama. En caso de que el coordinador no 
quiera transmitir estos beacons tienen la opción de no transmitirse 
 
El mecanismo, CSMA/CA (Carrier Sense Multiple Access/Collision Avoidance) 
es la técnica MAC que utilizada en el estándar IEEE 802.15.4. Este protocolo 
utiliza un mecanismo de durante el periodo de contención (CAP), entre 
beacons que el transmisor y receptor intercambian. 
 
La estación que desea transmitir escucha a la red. Si la red está ocupada, la 
transmisión se suspende hasta más tarde. Sin embargo, si el medio permanece 
libre durante un cierto período de tiempo llamado IFS (interframe spacing), 
donde estos tiempos pueden ser LIFS (Long interframe spacing) o SIFS (Short 
interframe spacing), (que es el espacio entre tramas) la estación transmisora 
realiza un intento de envío. El tiempo que tarda en transmitir la trama después 
de LIFS o SIFS se denomina ventana de contención. La ventana de contención 
está ranurada en tiempos de backoff que dependen de la capa física. 
 
El tamaño del LIFS o el SIFS dependerá de la longitud de la trama que se ha 
enviado anteriormente 
 





Figura 1.3 Representación de los tiempos que intervienen en el mecanismo de 
acceso al medio CSMA/CA 
Fuente air-stream.org 
 
1.1.2.2. Estructuras de las tramas 
 
Las estructuras de trama han sido diseñados para mantener la complejidad a 
un tiempo mínimo al mismo tiempo haciéndolos suficientemente robusto para la 
transmisión en un canal ruidoso. Cada protocolo de capa sucesiva se suma a la 
estructura con capas específicas. Este estándar define cuatro estructuras de 
trama MAC: 
 
 Trama de beacon, se utiliza por un coordinador para transmitir beacons. 
 Una trama de datos, que se utiliza para todas las transferencias de 
datos. 
 Una trama de ACK, se utiliza para la confirmación de recepción de 
tramas éxito. 
 Una trama MAC comando, utilizado para el manejo de todos los pares 
MAC transfiere el control de entidades. 
 
Las tramas MAC son transferidas a la capa física superior de servicio de datos 
PSDU (Physical layer Service Data Unit). La PSDU corresponde a la carga 
donde contiene la información de toda la trama PPDU (PLCP Protocol Data 
Unit). La PPDU se ilustra en la siguiente figura. 
 
Figura 1.4 Visión esquemática de la PPDU. 
Fuente Estándar 802.15.4 
 
 
Evaluación de mecanismos de acceso al medio en redes de sensores                                                                           5   
 
 
Trama de beacon 
 
Figura 1.5 Trama de beacon 
Fuente Estándar 802.15.4 
 
Trama de datos 
 
Figura 1.6 Trama de datos 
Fuente Estándar 802.15.4 
 
Trama de ACK 
 
Figura 1.7 Trama de ACK 
Fuente Estándar 802.15.4 
 
Trama MAC comando 
 
Figura 1.8 Trama MAC comando 
Fuente Estándar 802.15.4 




1.1.2.3. Transmisión entre nodos  







Cuando un dispositivo desea transmitir datos a un coordinador, primero 
escucha si el canal está libre, si es así el dispositivo inicia el proceso de 
asociación.  
 
Para ello el nivel superior de la capa solicita la primitiva MLME-
ASSOCIATE.request. Seguidamente el dispositivo enviara una trama 
Association request (AR) al coordinador. Este responderá con un 
acknowledgement (ACK) mientras solicita una primitiva MLME-
ASSOCIATE.indication a su nivel más alto de la capa. 
 
Después de que el dispositivo recibiera el ACK del coordinador, el dispositivo 
pone en marcha un temporizador macResponseWaitTime a la espera de que el 
coordinador acceda a la asociación a través de MLME-ASSOCIATE.response.  
 
Una vez el temporizador a terminado envía un Data request (DR) al 
coordinador para confirmar las asociación con el coordinador si el envió es 
exitoso el coordinador responderá enviando una trama de confirmación ACK. 
Seguidamente el dispositivo recibirá del coordinador una trama correspondiente 
al Association response (ARE) donde se le comunicará información como las 
direcciones cortas de 16 bits asignadas al dispositivo, inicialmente el proceso 
empieza con las largas de 64 bits. Si el envió es exitoso el dispositivo 
responderá con una confirmación.  
 
Finalmente el dispositivo confirmará con una primitiva MLME-
ASSOCIATE.confirm a su nivel mayor de la capa y el coordinador enviará una 
primitiva  MLME-COMM-STATUS-indication. 
 




Figura 1.9 Esquema asociación entre coordinador y dispositivo. 





Durante la transmisión entre dos ED (end device), estos no necesitan ningún 
tipo de asociación entre ellos. La transmisión también puede ser entre 
coordinador y ED, enviando los mismos mensajes. Cuando el ED origen desea 
enviar una trama de información, primero envía la primitiva MCPS-
DATA.request a su capa MAC. Seguidamente este envía la trama de datos al 
receptor. En caso de que el sistema requiera tramas de confirmación el 
dispositivo receptor enviará una trama de confirmación al emisor, siempre que 
el mensaje se haya transmitido de manera exitosa. 
 
Finalmente el dispositivo emisor enviara una primitiva MCPS-DATA.confirm a 
su nivel superior de la capa confirmando el envío exitoso, mientras que el 
dispositivo receptor enviara una primitiva MCPS-DATA.indication también a su 
nivel superior de la capa. 
 
 





Figura 1.10 Esquema de envíos de tramas entre ED’s 






Cuando un dispositivo final decide desasociarse del coordinador, primero de 
todo envía a su capa inferior la orden de MLME-DISASSOCIATE.request.  
 
Seguidamente este envía un Disassociation notification (DAN) al coordinador. 
El coordinador le responde con un ACK para confirmar su petición. 
 
Una vez solicitado, al coordinador le llega la orden de desasociarse a través de 
MLME-DISASSOCIATE.indication y al dispositivo final le llega la confirmación 





Figura 1.11 Esquema de envíos de tramas de desasociación 
Fuente Estándar 802.15.4 
 
 




1.2.1 Descripción general 
 
ZigBee es el nombre de un conjunto de protocolos de alto nivel de 
comunicaciones inalámbricas, su bajo consumo de energía y el bajo coste 
económico son algunas de sus características. 
 
Está basado en el estándar IEEE 802.15.4, es un estándar de transmisión de 
datos de baja velocidad, en dos direcciones, para redes de automatización 
industriales y domésticas. Este estándar soporta bandas de radio sin licencia 
de 2,4 GHz. 
 
Algunas de sus características son: 
 
 Velocidad de transmisión de 250Kbps con una cobertura aproximada de 
75 metros. 
 Todo y que la frecuencia de trabajo es la mismo que la del WIFI o 
Bluetooth. Zigbee no interfiere para estos sistemas debido a su baja tasa 
de trasmisión y a las características propias del estándar IEEE 802.15.4 
 Presenta una gran capacidad para una densidad alta de dispositivos 
dentro de una red. Esto aumenta la fiabilidad de la comunicación ya que 
ha mayores rutas más posibilidades de que la información llegue al 
destino. 
 Zigbee presenta un identificador único a cada red. Permitiendo así que 
diferentes redes puedan compartir un mismo canal. 
 Zigbee no sigue exactamente la pila OSI. Basado en el estándar IEEE 
802.15.4 proporciona la capa de red y de aplicación. Cada capa puede 
contener un coordinador, End Device o Router. 
 





Figura 1.12 Arquitectura ZigBee 
Fuente TFC Susana Sánchez  
 
 
En una red ZigBee hay tres tipos de dispositivos:  
 
ZigBee Coordinator – ZC  
 
 Uno por red ZigBee.  
 Es un Full Function Device – FFD – Implementa la pila de protocolos 
completa.  
 Inicia y configura la formación de la red.  
 Actúa como un Router ZigBee una vez está formada la red.  
 Actúa como un coordinador PAN 802.15.4.  
 
ZigBee End Device - ZED  
 
 No permite a otros dispositivos que se asocien con él.  
 Puede ser un Reduced Function Device – RFD – Implementa un 
subconjunto reducido de la pila de protocolos. 










ZigBee Router - ZR  
 
 No se usa en redes con topología en estrella.  
 Es un Full Function Device – FFD – Implementa la pila de protocolos 
completa.  
 Se asocia con el ZC o con un ZR que se haya asociado previamente.  
 Participa en encaminamientos multi-salto de los mensajes 














CAPÍTULO 2. IMPLEMENTACIÓN DEL OPEN ZB 
2.1. Descripción general 
 
La tecnología Zigbee presenta grandes ventajas sobre otras tecnologías 
inalámbricas debido a su bajo coste y a la versatibilidad para el diseño de 
diferentes tipos de redes. Uno de los inconvenientes que presenta es la falta de 
código abierto y la utilización de un determinado lenguaje de programación que 
se diferencie con claridad del resto y que sea superior a la hora de programar 
un entorno. 
 
Quizás por ese motivo es muy interesante realizar este trabajo final de carrera 
ya que tenemos la oportunidad de trabajar el código abierto de la 
implementación Open-ZB que nos permite operar a un nivel tan bajo como es 
la capa MAC.  
 
Además, también existe la posibilidad de comparar, comentar y solventar 
dudas con otros programadores compartiendo problemas e ideas. 
 
Utilizamos el sistema operativo TinyOS v2.x sobre dispositivos TelosB. 
2.2. TinyOS 2.x 
 
TinyOS es un sistema operativo de código abierto utilizado en redes WSN. 
 
El lenguaje de programación es nesC (variante del C). Posee múltiples 
aplicaciones y archivos de código abierto. Esto hace que cualquier archivo que 
TinyOs proporciona sea de gran utilidad para su modificación y posible reúso 
para crear nuevos aplicativos. TinyOS es un sistema operativo orientado a 
eventos diseñado para los nodos de redes de sensores que tienen recursos 
muy limitados (por ejemplo, 8K bytes de memoria de programa, 512 bytes de 
RAM). TinyOS está desarrollado por un consorcio liderado por la Universidad 
de California en Berkeley, en cooperación con Intel Research.  
 
En el anexo I se puede ver las diferentes instalaciones paso a paso y su 
combinación con Open-ZB. 
2.3. NesC 
 
NesC (pronunciado "NES-see") es una extensión del lenguaje de programación 
C diseñado para incorporar los conceptos estructurales y el modelo de 
ejecución de TinyOS.  
 
De nesC destacamos dos partes. La construcción (ficheros módulos) y la 
composición (configuración). Hay dos tipos de fragmentos de código, los 
módulos y las configuraciones. Los módulos facilitan el código de la aplicación, 
construyendo así los eventos y demás interfaz, agrupación de comandos y 
eventos. Estas interfaces son los únicos puntos de acceso mediante sus 
comandos al resto de componentes que intervengan en la aplicación. 





Figura 2.1 Esquema modelos de programación nesC. 
Fuente http://www.pages.drexel.edu/~kws23/tutorials/motes/motes.html 
 
Otro aspecto a tener en cuenta en la configuración de nesC es la que hace 
referencia a la interconexión entre interfaces que proporciona un componente y 
la que usa una aplicación. 
 
Los conceptos básicos detrás de nesC son: 
 
 Construcción y composición: Los programas están ensamblados para 
construir programas enteros. Los componentes tienen la simultaneidad 
interna en forma de tareas. Los hilos de control puede pasar de un 
componente a través de sus interfaces(es decir, el código completo para 
ejecutar un comando o que genera una tarea se divide en porciones 
cada una de la cuales se encuentra en un componente distinto). 
. 
 Las interfaces son bidireccionales: especifican un conjunto de funciones 
que se ejecutarán según el proveedor de la interfaz (comandos) y un 
conjunto que deberá ejecutar la interfaz de usuario (eventos). Esto 
permite a una única interface representar una interacción compleja entre 
componentes.   
 
 Componentes están enlazados estáticamente entre sí a través de sus 
interfaces. Esto aumenta la eficiencia en tiempo de ejecución, fomenta el 
diseño robusto, y permite un mejor análisis estático de programas. 
 
2.4. Motes TelosB  
 
Crossbow’s TelosB mote consiste en un módulo diseñado para la 
experimentación de investigadores, con capacidad para puerto USB, una 
antena integrada que trabaja a baja potencia y bajo consumo energético. 
 




El transmisor RF es compatible con IEEE 802.15.4. 259kbps a 2,5GHz. Incluye 
un Microcontrolador TI modelo MSP430, 8MHZ, 10KB RAM y 48KB Flash. 
 
Además presenta una memoria extendida y la posibilidad de incluir más 
sensores, como por ejemplo de temperatura, presión, luz etc. 
 




Una ventaja clara que presentan los TelosB son el bajo consumo que precisan 
así como la posibilidad de la alimentación mediante los puertos USB, evitando 
así el gasto de otras baterías, aunque si se precisa se pueden conectar pilas. 
 
 




Hurray consiste en una serie de librerías y programas realizados en NesC que 
forman la implementación Open-ZB. Presentamos las aplicaciones de 
AssociationExemple, DatasendExmple, GTSManagementExample y 
SimpleRoutingExample. Nosotros trabajaremos con las dos primeras. Todas 
ellas trabajan a nivel MAC IEEE 802.15.4. 
 
La página web oficial de Open-ZB (http://www.open-zb.net/) proporciona los 
ficheros compatibles con la versión TinyOS-2.x, que será la que evaluaremos. 
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2.6. Analizador Perytons 
 
Para la realización de las capturas de las tramas, el programa que utilizamos 
en el Perytons 15.4. Este analizador de protocolos permite captar las tramas en 
las capas PHY y MAC del IEEE 802.15.4 - 2011 en la banda de 2.4GHz.  
 
Las capturas de radio frecuencia se realizan utilizando dongles conectados al 
puerto USB. Cada dongle solo permite capturar las tramas de un canal, en el 
caso que se deseara capturar el tráfico en canales diferentes necesitaríamos 

































  CAPÍTULO 3. EVOLUCIÓN Y MODIFICACIÓN DEL 
OPEN ZB 
3.1 Descripción general 
 
Como hemos comentado en capítulos anteriores, para la realización de este 
trabajo final de carrera, trabajamos con la implementación de código abierto 
Open-ZB. 
 
Las librerías y programas implicados los encontramos dentro de la carpeta 
hurray. 
 
Nuestro objetivo es evaluar los recursos proporcionados, e incorporar 
modificaciones que nos permitan adaptar la implementación a nuestras 
necesidades. 
 
En todos los programas encontraremos ficheros con extensiones .h que tienen 
como finalidad la de configurar el entorno de trabajo y los ficheros con 
extensiones .nc para todos los archivos de código fuente como interfaces, 
módulos y configuraciones.  
  
3.2 Evoluciones a nivel MAC 
 
3.2.1 Comparaciones con Hurray versión 1. 
 
Para la realización de este trabajo tomamos la segunda versión del paquete 
Hurray (Hurray2x).  
 
Anteriormente una alumna Susana Sánchez hizo un TFC, Evaluación de la 
implementación de Zigbee open-ZB, que incluyó la primera versión de Hurray 
(Hurray V1 
[http://upcommons.upc.edu/pfc/bitstream/2099.1/12333/1/memoria.pdf]) que 
nos ha servido como referencia. 
 
Hemos identificado los cambios entre ambas versiones, perfeccionando 
considerablemente aspectos del entorno y profundizando en lo referente a la 
capa MAC. 
 
Hemos centralizado en los ficheros con extensión .h las variables que nos 
permitirán una mejor configuración del entorno.  
 
Hemos trabajado con los programas de Association y Datasend, identificando 
sus fallos y aportando soluciones y hemos estudiado la posibilidad de modificar 
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3.2.2 Programa “Association” 
 
Unos de los programas que contiene Hurray es el llamado “Association” 
 
Esta aplicación nos muestra la asociación y desasociación entre un dispositivo 
que tiene el rol de coordinador y otro u otros que tienen el de dispositivo final. 
Estos se configuran para que trabajen en el mismo canal. 
 
La idea básica es la de configurar los TelosB, de los que disponemos para que 
se comporten como deseamos.  
 
Inicialmente evaluaremos el código original, y a continuación procederemos a 
las modificaciones propuestas. 
 
En todo caso siempre observaremos como se produce la asociación de los 
ED’s al coordinador, la transmisión y finalmente la desasociación. Por otro lado, 
no hay ningún dispositivo definido como router ya que no se utiliza la capa 
NWK (no presente en Hurray V2).  Para explicar este punto lo iremos haciendo 
por objetivos ya que consideramos que es más esclarecedor. 
  
Antes de empezar, enumeraremos los ficheros relacionados con esta 
aplicación:  
 
 AssociationExample.nc, AssociationExampleM.nc, associationexample.h 
alojados en opt\tinyos-2.x-contrib\hurray2x.V1\apps\AssociationExample  
 MacM.nc alojado en opt\ \tinyos-2.x-contrib\hurray2x.V1\tos\ 
ieee802154\mac 
Una de las finalidades de la modificación de estos archivos es que, aquellos 
cambios de configuración que tengamos que hacer estén centralizados el 
archivo .h y no tengamos que modificar código de diferentes ficheros cada vez 
que queramos configurar una casuística diferente. En este caso esto se 
centralizará en el archivo de associationexample.h. 
  
3.2.2.1 Evaluación y modificación del código 
 
Definición de direcciones: 
 
La función de la siguiente parte del código es definir el dispositivo dependiendo 
de la profundidad de éste en la red (device depth). En este caso, la profundidad 
del coordinador será 0x00 y la del ED 0x01. Además tendremos que definir 
D1_PAN_SHORT 0x0000 para el caso de que sea un ED. 
 
Inicialmente todas estas variables no existen, pero es necesario crearlas ya 
que al compilar las reclama. 
 
Todas estas modificaciones las realizamos en el fichero associationexample.h. 
 




//Definimos la profundidad que tiene el dispositivo en la red 
#define DEVICE_DEPTH 0x01 
 
//activated when the device depth is 0x01 
//#define D1_PAN_SHORT 0x0000 
//activated when the device depth is 0x02 
//#define D2_PAN_SHORT 0x0001 
//activated when the device depth is 0x03 
//#define D3_PAN_SHORT 0x0002 
//activated when the device depth is 0x04 
//#define D4_PAN_SHORT 0x0022 
 
Otro parámetro relativo a las direcciones largas (64 bits), en concreto la del 
coordinador, que vamos a modificar se encuentra al final del fichero  
AssociationExempleM.nc, donde substituimos:  
 
void try_disassociation()  
{   
uint32_t coordinator_addr[2];  
coordinator_addr[0] = 0x00000001;  
coordinator_addr[1] = 0x00000001;  
call MLME_DISASSOCIATE.request (coordinator_addr, 





void try_disassociation()  
{  
uint32_t coordinator_addr[2];  
coordinator_addr[0] = 0x00000000;  
coordinator_addr[1] = 0x00000000;  
call MLME_DISASSOCIATE.request (coordinator_addr, 




La dirección del coordinador de 64 bits siempre será la de 
0x0000000000000000. 
 
Seguimos en el fichero AssociationExempleM.nc, donde se muestra cómo se 
asigna la dirección corta (16 bits) a un dispositivo final asociado a un 
coordinador concreto. El estándar dice que se calcula teniendo en cuenta una 
serie de parámetros de la red, pero en este programa se asigna el valor 
manualmente. 
 
Dentro de implementation{} encontramos la dirección corta definida como:  
 
uint16_t address_poll = 0x0003;  
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Se inicializa en 0x0003, pero el valor puede ser uno cualquiera.  
 
En la función MLME_ASSOCIATE.indication, vemos como este valor se 
incrementa a medida que se asocian sucesivos dispositivos finales a un 
coordinador. El nuevo valor asignado es enviado desde el coordinador al nuevo 
dispositivo mediante el mensaje Association Response (ARE). Al asociarse un 
nuevo dispositivo, también incrementa el número de dispositivos asociados con 
la variable number_associations.  
 
En este caso, la dirección corta que se le asigna al primer nuevo dispositivo 
asociado en la red es la 0x0003. El siguiente dispositivo que se asocie tendrá la 
0x0004, y así sucesivamente. 
 
event result_t MLME_ASSOCIATE.indication(uint32_t DeviceAddress[], uint8_t 
CapabilityInformation, bool SecurityUse, uint8_t ACLEntry)  
{  
//the coordinator device receives the association request and assigns the 
device with a short address  
address_poll ++;  
number_associations++;  
call MLME_ASSOCIATE.response(DeviceAddress,address_poll, 
CMD_RESP_ASSOCIATION_SUCCESSFUL, 0);  
return SUCCESS;  
}  
 
Para hacer este proceso más sencillo, definimos esta dirección corta inicial en 
el fichero de configuración (associationexample.h). De este modo, cada vez 
que carguemos el programa en un mote distinto, sólo modificaremos este 





- En associationexample.h añadimos:  
 
//definimos la dirección corta del dispositivo final, evitando realizar cambios en 
el fichero .nc  
#define FIRST_SHORT_ADDRESS 0x0005 
  
- En AssociationExampleM.nc modificamos:  
 
uint16_t address_poll = FIRST_SHORT_ADDRESS;  
 
El siguiente cambio también en necesario para que la dirección larga (64 bits) 
de cada mote sea la correcta. Esta modificación se realizara en el archivo 
MacM.nc. La dirección larga del dispositivo se obtiene con TOS_NODE_ID, así, 
inicialmente obtenemos la dirección 0x0000000100000001. 
 
De este modo, cada vez que se cargue la información a un dispositivo, en 
associationexample.h modificaremos la distancia dentro de la red 




(DEVICE_DEPTH), y la dirección larga de este (0x0000000000000000 para el 
coordinador y de 0x0000000100000001 en adelante para los dispositivos 
finales). 
  
El siguiente cambio se realiza en el archivo MacM.nc en el apartado “END 





Así que lo trasladamos al archivo central associationexemple.h. Quedando: 
 
//bits a modificar 0x0000000_0000000_. Definimos la dirección larga del mote 
#define TOS_NODE_ID 0x0000000100000001 
 
Definición del canal:  
 
Para definir el canal en el cual se quiere transmitir, sustituimos el 0x15 por 
LOGICAL_CHANNEL. De esta manera, el canal definido en 
associationexample.h será el que se usará para la transmisión de mensajes.  
 





call MLME_ASSOCIATE.request(0x15, SHORT_ADDRESS, 0x1234, c_addr, 




call MLME_ASSOCIATE.request(LOGICAL_CHANNEL, SHORT_ADDRESS, 
0x1234, c_addr, 0x00, 0x00);  
 
La nueva línea de código en el associationexample.h será. 
 
//define el canal de trabajo en hexadecimal 
#define LOGICAL_CHANNEL 0x15 
 
Identificador de red: 
 
La variable para definir la identificación de la red en la cual se desea trabajar es 
la MAC_PANID. Esta variable ya se encuentra definida en el .h de la aplicación 
pero hemos detectado que en el archivo AssociationExampleM.nc, función 
event void Timer0.fired(), no está definida en la siguiente línea de código. 
 
call MLME_ASSOCIATE.request(0x15, SHORT_ADDRESS, 0x1234, c_addr, 
0x00, 0x00);  
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Simplemente modificamos el identificador de la pan 0x1234 por la variable 
MAC_PANID, quedando el código de la siguiente manera. 
 
call MLME_ASSOCIATE.request(0x15, SHORT_ADDRESS, MAC_PANID, 
c_addr, 0x00, 0x00); 
 
Transmisión de la información: 
 
Otro parámetro modificado es el número de tramas a enviar por cada 
dispositivo final y por el propio coordinador. La variable “max_frame_counter” 
es la que nos lo indica. La modificación que vamos a realizar se encuentra en 
el archivo AsssociationExampleM.nc, concretamente en event void 
Timer_Send.fired(). Queremos controlar tanto las tramas que enviamos con un 
ED como con un Coordinador, por lo tanto tendremos que definir dos 












if (frame_counter == 5) 
{ 
//after sending 5 data frames the device tries to dissassociate from the PAN 






if (my_short_address == 0x0000ffff) 
  return; 
   
SrcAddr[0]=0x00000000; 
SrcAddr[1]=my_short_address; 
   
DstAddr[0]=0x00000000; 
DstAddr[1]=0x00000000; 
     
call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, SrcAddr, 




  Ahora: 












if (frame_counter_2 == max_frame_counter_Coordinator+1) 
{ 
 if(TYPE_DEVICE == COORDINATOR) 
 { 
//after sending x data frames the coordinator stops sending frames 
 





if (frame_counter == max_frame_counter_ED+1) 
{ 
  if(TYPE_DEVICE == END_DEVICE) 
{ 
//after sending x data frames the device tries to dissassociate from the 
PAN 





if (my_short_address == 0x0000ffff) 
return; 
 
// Para Tx sin el coordinador ↓↓ 
   
/* SrcAddr[0]=0x00000000; 
SrcAddr[1]=my_short_address; 




//Para Tx sin el coordinador ↑↑ 
 
// Para Tx con el coordinador ↓↓ 
SrcAddr[0]=0x00000000; 
SrcAddr[1]=addr_corta_mote; 
   
DstAddr[0]=0x00000000; 
DstAddr[1]=addr_destino; 
//Para Tx con el coordinador ↑↑ 




call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, SrcAddr, 





Podemos observar como en el código introducido hay un apartado para la 
transmisión del Coordinador. Para conseguir que el coordinador transmita hay 
que modificar las direcciones cortas. Para ello hemos creado las variables 
addr_corta_mote y addr_destino, la primera variable es la dirección origen y la 
segunda la dirección destino del dispositivo a configurar.   
 
Para la situación que se desee transmitir con el coordinador el código ha de 
estar configurado como anteriormente, es decir descomentar la sección que 
pose “Para Tx con el coordinador”. Configuramos las direcciones de cada 
dispositivo, addr_corta_mote y  addr_destino. Es decir, en caso de estar 
configurando el coordinado su dirección será la addr_corta_mote y la del 
dispositivo final será la de addr_destino. En caso de estar configurando el 
dispositivo final su dirección será la addr_corta_mote y la del coordinadorserá 
la de addr_destino 
 
Para realizar esta transmisión también hay que hacer algunos cambios en 
associationexample.h, que mas adelante explicaremos. 
 
En el archivo de associationexample.h escribimos las nuevas líneas de 
comandos. 
 
//definimos el número de tramas con mensajes que queremos enviar 
 
//definimos el frame counter del ED 
#define max_frame_counter_ED 3 
 
//definimos el frame counter del ED 
#define max_frame_counter_Coordinator 3 
 
Transmisión de ACK: 
 
Para configurar si queremos enviar o no tramas de reconocimiento (ACK), 
hemos modificado la siguiente línea de código. En AssociationExampleM.nc, 
función event void Timer_Send.fired(), encontramos: 
 
call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, SrcAddr, 
SHORT_ADDRESS, MAC_PANID, DstAddr, 4, msdu_payload,1 
set_txoptions(1,0,0,0)); 
 
Creamos una nueva variable MACK y la definimos en el fichero 
associationexample.h la línea de comando quedaría de la siguiente manera: 
 




call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, SrcAddr, 
SHORT_ADDRESS, MAC_PANID, DstAddr, 4, msdu_payload,1,MACK); 
 
En associationexample.h escribimos la nueva línea que permiten definir la 
variable para la configuración opcional de las tramas ACK. 
 
// configura si quieres ACK al modificar el primer bit de (_,0,0,0)-->ACK 1, 
NOACK 0 




Primero de todo vamos a explicar las funciones que componen los timers que 
vamos a utilizar. 
 
El evento Timer0 se ejecuta cuando se desea empezar a asignar las 
direcciones a los dispositivos y su categoría en la red. 
 
El evento Timer_Send se ejecuta cuando se desea empezar a transmitir las 
tramas. Esta función se encarga de controlar el tiempo entre las tramas que se 
están transmitiendo. 
 
Dentro de cada uno de estos dos eventos encontramos algunas variables de 
timers diferentes.   
 
Por ejemplo el Timer_Send.startPeriodic(3000). Este timer indica el inicio de la 
transmisión entre tramas con un tiempo de 3000 milisegundos. El 
Timer_Send.stop(), indica el fin de la transmisión entre tramas. 
 
Para el caso del evento Timer0 podemos encontrar el Timer0.stop(), donde 
indica el fin de la asignación de direcciones para un dispositivo. 
  
Para la configuración del Timer_Send, hemos definido una variable en el 
associationexample.h llamada Timer_Start_ED o Timer_Start_Coordinator_2 
donde esta llama a la función call Timer_Send.startPeriodic(3000). Modificando 
el número de dentro del paréntesis podemos variar el tiempo de transmisión 
entre tramas según sea un dispositivo o un coordinador, el número 
corresponde a los milisegundos.  
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En la función event error_t MLME_ASSOCIATE.indication, que como hemos 
comentado anteriormente es la primitiva que solicita la asociación al nivel más 










Finalmente en la funcion event error_t MLME_ASSOCIATE.confirm, primitiva 










Además en associationexample.h añadidos las variables de los timers 
configurables. 
 
//configura el timer del ED 
#define Timer_Start_ED call Timer_Send.startPeriodic(3000); 
 
//configura el timer del Coordinador 
#define Timer_Start_Coordinator_2 call Timer_Send.startPeriodic(3000); 
 
Transmisión de datos por parte del Coordinador: 
 
Otro parámetro que queremos modificar es la posibilidad de realizar 
comunicaciones entre coordinador y dispositivo final. Para ello, el principal 
problema que nos hemos encontrado ha sido la asignación de las direcciones. 
De tal manera que para la realización de la transmisión del coordinador, 
primero hemos activado dicha opción y seguidamente nos hemos centrado en 
definir las direcciones. 
  
Para hacer que el coordinador pueda transmitir datos creamos un código en la 
función event error_t MLME_ASSOCIATE.indication del archivo 
AssociationExampleM.nc. Introducimos este código en esta función porque 
deseamos que el coordinador transmita cuando se ha confirmado la asociación 
con el dispositivo, como se ha comentado anteriormente la primitiva 
MLME_ASSOCIATE.indication confirma la asociación correcta a las capas 
superiores del coordinador.  
 




Se ha configurado el coordinador para que transmita en función de poner un 1 
o un 0, tal y como se verá en la associationexample.h.  
 




  //the coordinator device receives the association request and 
assigns the device with a short address 
  address_poll ++; 
  number_associations++; 
   
  printfUART ("address pool: %i %i\n", 
address_poll,number_associations); 
   
  if(Timer_Coordinator == 1) 
    { 
      if(TYPE_DEVICE == COORDINATOR) 
        { 
   associated_devices[0].extended1=0x00000002; 
   associated_devices[0].extended2=0x00000002; 
   associated_devices[0].assigned_short=0x0004; 
  
   //set the MAC short address variable 
   v_temp[0] = (uint8_t)(my_short_address >> 8); 
   v_temp[1] = (uint8_t)(my_short_address ); 
   
   call MLME_SET.request(MACSHORTADDRESS,v_temp); 
  
   //set the MAC PANID variable 
   v_temp[0] = (uint8_t)(MAC_PANID >> 8); 
   v_temp[1] = (uint8_t)(MAC_PANID ); 
   
   call MLME_SET.request(MACPANID,v_temp); 
  
   Timer_Start_Coordinator_2; 
    
   call Timer0.stop(); 
        } 
    }   
 
  call MLME_ASSOCIATE.response(DeviceAddress,address_poll, 
CMD_RESP_ASSOCIATION_SUCCESSFUL, 0); 
 return SUCCESS; 
} 
 
Además definimos en associationexample.h una variable que permite activar o 
desactivar la transmisión de datos por parte del coordinador: 
 
//configura que el Coordinador Tx, activado 1 desactivado 0 
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#define Timer_Coordinator 1 
 
A continuación nos disponemos a configurar las direcciones de transmisión 
tanto del coordinador como del ED. Sin este apartado los dispositivos 
transmitirían pero enviarían las tramas a direcciones aleatorias y por lo tanto 
nunca llegarían al destino. Para hacer este apartado hemos tenido que 
modificar parte del código. 
 
Primero de todo configuramos las direcciones según sea un ED o un 
coordinador en la función event void Timer0.fired(). Como en esta función el 
coordinador ya estaba definido solo tenemos que añadir el ED con el siguiente 
código: 
 
//para tx del coordinador 
    if (TYPE_DEVICE == END_DEVICE) 
 { 
  
 my_short_address = TOS_NODE_ID; 
 
  //set the MAC short address variable 
  v_temp[0] = (uint8_t)(my_short_address >> 8); 
  v_temp[1] = (uint8_t)(my_short_address ); 
   
  call MLME_SET.request(MACSHORTADDRESS,v_temp); 
  
  //set the MAC PANID variable 
  v_temp[0] = (uint8_t)(MAC_PANID >> 8); 
  v_temp[1] = (uint8_t)(MAC_PANID ); 
   
  call MLME_SET.request(MACPANID,v_temp); 
  
  Timer_Start_ED; //call Timer_Send.startPeriodic(3000); 
 } 
 
 //Para tx del cordinador 
 
Seguidamente y como hemos visto anteriormente en la configuración 
transmisión de la información, creamos las variables cortas de coordinador y 
dispositivo. 
 
if (my_short_address == 0x0000ffff) 
   return; 
  // Para Tx sin el coordinador ↓↓ 
 
  /* SrcAddr[0]=0x00000000; 
  SrcAddr[1]=my_short_address; 
   
  DstAddr[0]=0x00000000; 
  DstAddr[1]=0x00000000; 
  */ 




// Para Tx sin el coordinador ↑↑ 
  
   // Para Tx con el coordinador↓↓ 
  SrcAddr[0]=0x00000000; 
  SrcAddr[1]=addr_corta_mote; 
   
  DstAddr[0]=0x00000000; 
  DstAddr[1]=addr_destino; 
   //Para Tx con el coordinador↑↑ 
 
La función, event error_t MLME_ASSOCIATE.confirm, es la que se encarga de 
enviar la primitiva a la capa superior del coordinador para confirmar la 
asociación del dispositivo final con la del coordinador. Una vez esta asociación 
se ha realizado correctamente el coordinador asigna unas direcciones al 
dispositivo final. La función quedaría de la siguiente manera. 
 
//the end device receives the association confirm and activates the data frame 
send timer 
 uint8_t v_temp[2]; 
// uint8_t vj_temp[10]; 
  
 printfUART("MLME_ASSOCIATE.confirm\n", ""); 
 
 printfUART("Short: %x\n", AssocShortAddress); 
 printfUART("Status: %i\n", status); 
  
 if (AssocShortAddress == 0x0000) 
 { 





   
  my_short_address = AssocShortAddress; 
   
   //Descomentar para Tx de Coordinador ↓↓  
  v_temp[0] = (my_short_address >> 8); 
  v_temp[1] = my_short_address; 
  //call Leds.redOn(); 
  call MLME_SET.request(MACSHORTADDRESS,v_temp); 
   //Descomentar para Tx de Coordinador ↑↑ 
  /* //Comentar para TX del coordinador↓↓ 
  for(x=0;vj_temp[x]==0x11111111;x=x+2) 
     
    vj_temp[x] = (my_short_address >> 8); 
    vj_temp[x+1] = my_short_address; 
  
  //call Leds.redOn(); 
  call MLME_SET.request(MACSHORTADDRESS,vj_temp); 
Evaluación de mecanismos de acceso al medio en redes de sensores                                                                           29   
 
 
  *///Comentar para TX del coordinador↑↑ 
  Timer_Start_ED; //call Timer_Send.startPeriodic(3000); 
   
  call Timer0.stop(); 
 } 
 return SUCCESS; 
} 
 
Finalmente, para terminar de centralizar todo en el associationexample.h, 
incluiremos las siguientes líneas de código, que especifican qué cambios hay 
que realizar y cuáles son las direcciones a configurar. 
 
//Para Tx con el coordinador a la dirección correcta. Modificar también el 
AssociationexampleM 
//Comentar el FIRST_SHORT_ADDRESS tanto de .h como del .nc 
//Modificar el adress_poll 
//Modificar el ED de la funcion Timer_Send.fired 
//Modificar en la funcion MLME_ASSOCIATE.confirm v_temp y comentar o 
descomentar//Direccion MAC corta del mote origen 
#define addr_corta_mote 0x0003 
//Direccion MAC corta del mote destino 
#define addr_destino 0x0000 
  
 
Centralización del payload: 
 
El siguiente cambio que hicimos es incluir la posibilidad de modificar el tamaño 
de la información a transmitir, es decir modificar la longitud de las tramas con el 
objetivo de enviar más o menos bytes de datos por trama. 
 
Para realizar este cambio, substituimos en AssociationExampleM.nc, en la 
función event void Timer_Send.fired(), el numero 4 por la variable que nos 





call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, SrcAddr, 





call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, SrcAddr, 
SHORT_ADDRESS, MAC_PANID, DestinationMote, LONGITUD, 
msdu_payload,1,MACK); 
 
Añadimos la nueva definición de la variable en el fichero associationexample.h. 
 
//definimos la longitud del payload 





#define LONGITUD 4 
 
Asociación con más de un ED: 
 
Una casuística que nos planteamos es aquella en la que hay más de un 
dispositivo en la red. Los archivos obtenidos del Hurray no permitían que más 
de un ED se asociara, transmitiera y se desasociara del el coordinador 
correctamente. Es por este motivo que decidimos desarrollarlo. 
 
Lo que hicimos fue crear un vector, vj_temp, con capacidad para 5 dispositivos 
finales, con el cual fuera acumulando las direcciones para que los dispositivos 
se asociaran, transmitieran los datos y finalmente se desasociaran. 
 
El código incluido en AssociationExampleM.nc está en la función, event error_t 
MLME_ASSOCIATE.confirm y es el siguiente: 
 
//the end device receives the association confirm and activates the data frame 
send timer 
 uint8_t vj_temp[10]; 
  
 printfUART("MLME_ASSOCIATE.confirm\n", ""); 
 
 printfUART("Short: %x\n", AssocShortAddress); 
 printfUART("Status: %i\n", status); 
  
 if (AssocShortAddress == 0x0000) 
 { 





   
  my_short_address = AssocShortAddress; 
   
  for(x=0;vj_temp[x]==0x11111111;x=x+2) 
     
    vj_temp[x] = (my_short_address >> 8); 
    vj_temp[x+1] = my_short_address; 
  
  //call Leds.redOn(); 
  call MLME_SET.request(MACSHORTADDRESS,vj_temp); 
  Timer_Start_ED; //call Timer_Send.startPeriodic(3000); 
   
  call Timer0.stop(); 
 } 
 return SUCCESS; 
} 
 
Evaluación de mecanismos de acceso al medio en redes de sensores                                                                           31   
 
 
3.2.2.2 Reproducción de los escenarios diferentes.  
 
Tanto para la prueba 1 como para la prueba 2 el desglose de los mensajes del 
programa "Association", se pueden consultar en el anexo III. 
 
Prueba 1: Asociación con un ED, transmisión con el coordinador, ACK 
desactivados. 
 
Mote 1 Coordinador Mote 2 End Device 
Device Type: COORDINATOR  
Device Depth: 0x00  
Channel: 0x15  
ExtAddr: 0x0000000000000000  
ShortAddr: 0x0000  
Frame counter: 3 
Timers: 3000 
Payload: 4 
Device Type: END_DEVICE  
Device Depth: 0x01  
Channel: 0x15  
ExtAddr : 0x0000000200000002  
ShortAddr: 0x0005  




Para esta primera prueba observaremos cómo transmite el coordinador y el 
ED, así como el proceso de asociación y desasociación. También 
comprobaremos el resultado de todas las modificaciones anteriores como las 
direcciones largas, cortas, el número de tramas de datos enviadas, la longitud 
de cada trama y el tiempo de trasmisión entre ellas. 
 
En las figuras que se muestran a continuación, se puede observar en qué 
consiste el dialogo entre el dispositivo final y el coordinador. Esta comunicación 
es la explicada anteriormente de forma teórica y según el estándar IEEE 
802.15.4 en el apartado 1.1.2.3.  
 
Un problema que no hemos podido solventar es la falta de una trama de 
reconocimiento (ACK) correspondiente al Data Request. Esta trama que 
aparece en la figura 1.5, no se captura en la reproducción real. 
 
Observamos como los diferentes pasos del dialogo cumple con el estándar 
IEEE 802.15.4 iniciando para ello como el dispositivo enviara una trama 
Association request (AR) al coordinador. Este responderá con un 
acknowledgement (ACK). A continuación el dispositivo envía un Data Request 
(DR) al coordinador para confirmar las asociación con el coordinador si la 
asociación es exitosa el coordinador responderá enviando una correspondiente 
al Association response (ARE) donde se le comunicara información como las 
direcciones asignadas al dispositivo, si el envió es exitoso el dispositivo 
responderá con una confirmación. 
 
 A continuación se producirán el intercambio de tramas de datos tanto por el 
coordinador como por el dispositivo final.  
 
Una vez finalizada el intercambio de tramas de datos el dispositivo final 
solicitará la desasociación al coordinador, respondiendo este con un ACK. 
 




Las direcciones el canal y la profundidad de los dispositivos,  están definidas en 




























Prueba 2: Asociación con dos ED, sin transmisión con el coordinador, ACK 
activados. 
 
Mote 1 Coordinador Mote 2 End Device Mote 2 End Device 
Device Type: COORDINATOR  
Device Depth: 0x00  
Channel: 0x15  
ExtAddr: 
0x0000000000000000  
ShortAddr: 0x0000  
 
Device Type: END_DEVICE  
Device Depth: 0x01  
Channel: 0x15  
ExtAddr : 
0x0000000200000002  
ShortAddr: 0x0005  
Frame counter: 4 
Timers: 5000 
Payload: 5 
Device Type: END_DEVICE  
Device Depth: 0x01  








La intención de esta segunda prueba es la de comprobar cómo se asocian 
transmiten y desasocian los dos dispositivos finales. Como en el escenario realizado 
anteriormente, para éste también verificaremos las direcciones largas, cortas, el 
número de tramas de datas enviados, la longitud de cada trama y el tiempo de 
trasmisión entre ellas. 
 
Observaremos como son distintas direcciones, el número de tramas diferentes 
enviadas, el tiempo enviado entre las tramas y para este caso hemos activado la 
confirmación de ACK 
 
En las figuras que se muestran a continuación, se puede observar en qué consiste el 
dialogo entre el dispositivo final y el coordinador. Esta comunicación es la explicada 
anteriormente de forma teórica y según el estándar IEEE 802.15.4 en el apartado 
1.1.2.3 
 
Observamos como las dos principales diferencias de este escenario respecto al 
anterior son como el coordinador deja de transmitir tramas de información y como 
para esta comunicación se han asociado, transmitido y desasociado dos dispositivos 
finales. 
 
Las asociaciones tanto del dispositivo primero como el segundo siguen las mismas 
ordenes explicadas anteriormente. Una vez asociados se puede observar como la 
transmisión del primer ED es más lenta ya que tiene configurado un timer mayor 
respecto al segundo ED. Cada transmisión de trama de datos tiene su trama de 
confirmación, donde finalmente una vez transmitida todas las tramas de datos los 
dispositivos se desasocian correctamente del coordinador tal y como se ha explicado 















Figura 3.2 Proceso de transmisión con entre coordinador y dos ED’s. 




3.2.3 Programa “Datasend” 
 
Datasend es una aplicación incluida en el paquete Hurray V2 la cual se dedica a 
generar tráfico sin necesidad de que los dispositivos que se comuniquen hayan 
realizado el proceso de asociación y desasociación. 
 
Como  hicimos anteriormente, vamos a ir explicando las modificaciones que hemos 
efectuado en función de los objetivos. 
 
Antes de empezar, enumeraremos los ficheros relacionados con esta aplicación: 
 
 DataSendExample.nc, DataSendExampleM.nc, datasendexample.h alojados 
en opt\tinyos-2.x-contrib\hurray2x.V2\apps\datasendExample,  
 MacM.nc alojado en opt\ \tinyos-2.x-contrib\hurray2x.V2\tos\ ieee802154\mac  
 
Para el correcto funcionamiento de este programa, se deben realizar algunos de los 
cambios indicados anteriormente con las aplicaciones "Association" (pero en los 
correspondientes archivos del programa "DataSend"). Los cambios son: 
 
3.2.3.1 Evaluación y modificación del código 
 
Definición de direcciones: 
 
De manera similar a lo comentado anteriormente respecto al fichero 
associationexample.h hemos definido la profundidad del dispositivo tanto para 
coordinador como para ED en el fichero datasendexample.h. 
 
//Definimos la profundidad que tiene el dispositivo en la red 
#define DEVICE_DEPTH 0x01 
 
//activated when the device depth is 0x01 
//#define D1_PAN_SHORT 0x0000 
//activated when the device depth is 0x02 
//#define D2_PAN_SHORT 0x0001 
//activated when the device depth is 0x03 
//#define D3_PAN_SHORT 0x0002 
//activated when the device depth is 0x04 
//#define D4_PAN_SHORT 0x0022 
 
El siguiente cambio también es necesario para que la dirección larga de cada mote 
sea la correcta. De manera similar realizado  en la aplicación similar, 
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La variable TOS_NODE_ID define la dirección larga de 64 bits de los dispositivos. 
Esta variable que se encuentra en el DatasendExample.nc la vamos centralizar para 
que la podamos configurar a la hora de crear el entorno de comunicación 
 
Así que lo trasladamos al archivo central datasendexemple.h. Quedando: 
 
//bits a modificar 0x0000000_0000000_ . Definimos la dirección larga del mote 
#define TOS_NODE_ID 0x0000000100000001 
 
Por último con respecto a las direcciones, en esta aplicación vamos a indicar 
estrictamente qué dirección corta presenta cada dispositivo y hacia que otro quiere 
enviar datos. A diferencia del programa associationexample.h, el datasendexample.h 
únicamente genera tráfico sin importarle a quien lo envía. Para hacer que el tráfico 
que se envié este más controlado y podamos enviar la información a aquellos 
dispositivos que deseemos realizamos lo siguiente. 
 
Añadimos las siguientes definiciones en el datasendexemple.h donde definimos la 
dirección del dispositivo origen  y del destino. 
 
//Direccion MAC corta del mote origen 
#define addr_corta_mote 0x0003 
//Direccion MAC corta del mote destino 
#define addr_destino 0x0000 
 











   
 if(TYPE_DEVICE == COORDINATOR) 
 { 
  
   SrcAddr[0]=0x00000000; 
   SrcAddr[1]=TOS_NODE_ID; 
    
   if (DestinationMote[1]==0x00000002) 
   { 
    DestinationMote[1]=0x00000003; 
   }else{ 
    DestinationMote[1]=0x00000002; 
   } 




   //printfUART("send to: %i\n", DestinationMote[1]); 
   //call Leds.greenToggle(); 
            
         
 //set_txoptions(ack, gts, indirect_transmission, security) 
   call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, 






   DestinationMote[0]=0x00000000; 
   DestinationMote[1]=0x00000000; 
            
           
 //set_txoptions(ack, gts, indirect_transmission, security) 
   call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, 






 uint8_t msdu_payload[4]; 
  
 SrcAddr[0]=0x00000000; 
 SrcAddr[1]= addr_corta_mote; 
  
 DestinationMote[0]=0x00000000; 
 DestinationMote[1]= addr_destino; 
            
 //set_txoptions(ack, gts, indirect_transmission, security) 
   call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, 




Definición del canal:  
 
Para definir el canal,  lo haremos de manera similar a lo realizado en el caso de la 
aplicación associationexample.h para los archivos datasendexameple.h. 
 
Estas modificaciones también son iguales respecto a los archivos de 
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Transmisión de ACK: 
 
Para definir si queremos utilizar o no tramas ACK, modificamos de manera idéntica a 
lo realizado en el caso de la aplicación associationexample.h para los archivos 
datasendexameple.h. 
 
Estas modificaciones también son iguales respecto a los archivos de 




Las funciones de los timers que componen la aplicación de Datasend es 
exactamente la misma que para la aplicación Association. 
 
Aunque la definición que hemos creado en los timers es algo diferente a la del 
programa Association.  
 









Para controlar el tiempo de las tramas que envía el coordinador cuando este se 
configura también como transmisor, introducimos una variable nueva dentro del 
código que hemos desarrollado para que el coordinador transmita. La variable que 




Finalmente en el datasendexemple.h las líneas de código a añadir son: 
 
//configura el timer for ED 
 
#define Timer_Start call Timer_Send.startPeriodic(50) 
 
// configura el timer for coordinator,  
 
#define Timer_Start_Coordinator_2 call Timer_Send.startPeriodic(50) 
 
Transmisión con el Coordinador: 
 
Para realizar la configuración de la transmisión de un dispositivo que trabaja como 
coordinador, hemos modificado en el archivo DatasendExampleM.nc la función 
event void Timer0.fired(). 





En esta función observamos cómo solo está declarado el dispositivo final 
END_DEVICE, por lo tanto simplemente lo que hicimos fue añadir una parte de 
código destinado al coordinador 
 
Finalmente substituimos el else, por: 
 
If(TYPE_DEVICE == COORDINATOR) 
{ 
  //set the MAC short address variable 
  v_temp[0] = (uint8_t)(my_short_address >> 8); 
  v_temp[1] = (uint8_t)(my_short_address ); 
   
  call MLME_SET.request(MACSHORTADDRESS,v_temp); 
  
  //set the MAC PANID variable 
  v_temp[0] = (uint8_t)(MAC_PANID >> 8); 
  v_temp[1] = (uint8_t)(MAC_PANID ); 
   
  call MLME_SET.request(MACPANID,v_temp); 
  
 if( Timer_Coordinator == 1) 
 { 
  Timer_Start_Coordinator_2; 
} else{} 
 
  //start sending beacons 
  call MLME_START.request(MAC_PANID, LOGICAL_CHANNEL, 
BEACON_ORDER, SUPERFRAME_ORDER,1,0,0,0,0); 
   
} 
 
En el datasendexemple.h añadimos la siguiente definición, que permite activar o 
desactivar la transmisión de datos por parte del coordinador. 
 
// configura el timer for coordinator, 1 Tx 0 no transmite 
 
#define Timer_Coordinator 1 
 
Centralización del payload: 
 
Como en el AssociationExempleM.nc realizamos la misma operación para el 
DatasendExampleM.nc 
 
Substituimos en DataSendExampleM.nc, la función event void Timer_Send.fired(), el 
numero 4 por la variable que nos hemos creado llamada LONGITUD. Siendo el 
código: 
 





call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, SrcAddr, 




call MCPS_DATA.request(SHORT_ADDRESS, MAC_PANID, SrcAddr, 
SHORT_ADDRESS, MAC_PANID, DestinationMote, LONGITUD, 
msdu_payload,1,MACK); 
 
Añadimos la nueva definición en el fichero datasendexample.h. 
 
//definimos la longitud del payload 
 
#define LONGITUD 4 
 
3.2.3.2 Reproducción de los escenarios diferentes.  
 
Prueba 1: Trafico con un ED, transmisión con el coordinador, ACK activados. 
 
Mote 1 Coordinador Mote 2 End Device 
Device Type: COORDINATOR  
Device Depth: 0x00  
Channel: 0x15  
ExtAddr: 0x0000000000000000  
ShortAddr: 0x0000  
Timers: 3000 
Payload: 4 
Device Type: END_DEVICE  
Device Depth: 0x01  
Channel: 0x15  





La intención de esta prueba es la de observar como hay una transmisión de 
información entre el coordinador de la red y el dispositivo final. Para este escenario 
también verificaremos las direcciones largas, cortas, el número de tramas enviadas, 
la longitud de cada trama y el tiempo de trasmisión. 
 
Observaremos como son distintas direcciones, el número de tramas diferentes 
enviadas, el tiempo enviado entre las tramas es igual y para este caso hemos 
activado la confirmación de ACK. 
 
 
En las figuras que se muestran a continuación, se puede observar en qué consiste el 
dialogo entre el dispositivo final y el coordinador. Esta comunicación es la explicada 
anteriormente de forma teórica y según el estándar IEEE 802.15.4 en el apartado 
1.1.2.3 
 
Observamos como a diferencia del programa association, para realizar la 
comunicación no requiere asociación ni desasociación 
 




Cuando empieza la comunicación, se puede observar tanto el coordinador como el 
dispositivo final empiezan a generar tráfico entre ellos enviando las tramas de datos. 
Mientras el ED envía solamente tramas de datos al coordinador, el coordinador es 
capaz de generar tramas de control Beacons y enviar tramas de datos. 
 
Cada transmisión de trama de datos tiene su trama de confirmación tal y como se ha 
explicado anteriormente. 
 
Las direcciones el canal y la profundidad de los dispositivos,  están definidas en 
hexadecimal. En decimal para el canal número 21 equivaldría a 0x15 en 
hexadecimal. 
 
Además después de la figura de captura de Perythons, también presentamos cada 



































Figura 3.4 Información las tramas en el proceso de transmisión entre coordinador y ED. 




Prueba 2: Trafico con dos ED,  ACK activados. 
 
Mote 1 End Device Mote 2 End Device 
Device Type: END_DEVICE  
Device Depth: 0x01  
Channel: 0x15  




Device Type: END_DEVICE  
Device Depth: 0x01  
Channel: 0x15  






Para el siguiente escenario, se han configurado dos dispositivos finales con la 
intención de observar como hay una transmisión de información entre ellos. 
 
Para este escenario también verificaremos las direcciones largas, cortas, el número 
de tramas enviadas, la longitud de cada trama y el tiempo de trasmisión. 
 
Observaremos como son distintas direcciones, el número de tramas diferentes 
enviados, el tiempo enviado entre las tramas es igual y para este caso hemos 





































Figura 3.5 Proceso de transmisión entre dos ED’s. 
 
 
Figura 3.6 Información las tramas en el proceso de transmisión entre dos ED’s. 




CAPÍTULO 4. MODIFICACIÓN DEL MECANISMO BACKOFF 
 
4.1 Descripción general 
El mecanismo de Backoff es un algoritmo exponencial aleatorio que incorpora la 
especificación MAC IEEE 802.15.4 con el objetivo de espaciar las transmisiones 
consecutivas de una misma trama, permitiendo así incrementar el tiempo de 
reacción para el medio congestionado. El mecanismo Backoff está determinado en 
un flujograma tal y como vemos en la siguiente figura. 
 
4.1 Flujo grama del estándar IEEE 802.15.4 
Fuente Estándar 802.15.4 




Debido a que el medio es inalámbrico, este mecanismo es útil para aumentar la 
fiabilidad y evitar las colisiones a nivel MAC. Este método está enfocado a tramas 
con un solo destinatario. 
 
Vamos a centrarnos solamente con el sistema ranurado ya que es la forma como 
trabaja el Open-ZB. 
 
Para un sistema ranurado, se inicializa el NB=0 (NB es el número de veces que el 
algoritmo CSMA/CA requiere aplicar el BackOff al intentar la transmisión actual, este 
valor se inicializa a cero antes de la transmisión de una nueva trama). 
 
El CW=CWo (CW es la longitud de la ventana de contención, contention window, 
definiendo el número de períodos de backoff que necesitan estar escuchando la 
actividad del canal antes de que la transmisión pueda comenzar) el CWo=2. 
 
Batery Life Extension, se asegura de que el dispositivo transmita las tramas  durante 
o después de la CAP. 
 
BE es el exponente backoff, que está relacionado con el número de períodos de 
backoff que un dispositivo deberá esperar antes de intentar evaluar un canal. 
Dependiendo en el momento que se quiera realizar la trasmisión la variable BE se 
inicializara como BE=min(2,macMinBE) o BE=macMinBE. 
 
A continuación la subcapa MAC localizara los periodos de backoff calculados y 
decidirá si es posible realizar la transmisión de inmediato o por lo contrario tendrá 
que esperar un tiempo para dejar que cualquier tipo de trama que este ocupando el 
medio termine de trasmitir. 
 
Cuando localizamos el límite del Backoff, borramos los periodos del Backoff que se 
han creado para transmitir (    -1) 
 
Seguidamente nos disponemos a escuchar para poder acceder al medio al límite de 
los periodos de Backoff. 
 
Si el canal esta libre el CW=CW-1 si coincide que el CW=0, el acceso al medio se ha 
realizado correctamente, si CW es diferente de 0, volvemos a iniciar la acción de 
escuchar el medio para ver si esta libre. Esto se  hace porque si el CW no es cero 
significa que la longitud definida en el backoff no es la correcta y por lo tanto no 
puede tener acceso al medio.  
 
En el caso de que el canal no esté libre. Se vuelve a realizamos la CCA, que 
consiste en escuchar para poder acceder al medio al límite de los periodos de 
Backoff. 
 
El canal no está libre, entonces NB=NB+1, CW=CWo, BE = min(BE+1, macMaxBE).  
 




Esto significa que NB que era 0 se suma 1, el CW pasa a ser 2 y el BE = min(BE+1, 
macMaxBE).  
 
Finalmente si el NB >macMaxCSMABackoffs, la transmisión se da por finalizada. Lo 
que viene decirnos que NB tiene un número determinado de intentos para el acceso 
al medio que son 4 si NB es mayor a 4 la comunicación se dará por imposible.  
 




Nuestro objetivo principal respecto al backoff es el de estudiar las principales 
opciones que nos ofrece el Open-ZB, que solo presenta el CSMA/CA ranurado, para 
modificar el backoff. La posibilidad de modificar el backoff nos proporciona la opción 
de acceder con los dispositivos con un tiempo inferior, de esta manera siempre que 
el canal este libre nuestros dispositivos tendrán prioridad para transmitir información 
sobre todos aquellos dispositivos de la red que no tengan el backoff modificado.  
 
Para la modificación del backoff, hemos utilizado el programa anteriormente 
comentado DatasendExample éste programa nos permite generar tráfico de una 
forma idéntica para todos los dispositivos. Además, hemos trabajado sobre tres 
variables del código. Las pruebas las hemos hecho creando una serie de 
condiciones iniciales, donde hemos ido modificando las variables estudiando el 
comportamiento en cada una de ellas y a partir de ahí hemos ido sacando los 
resultados. 
 
Por un lado decidimos que era importante que el canal estuviera lo más ocupado 
posible para que el backoff tuviera una mayor influencia, para mantener el medio lo 
más ocupado posible utilizamos tres dispositivos. Para ello configuramos los tres 
dispositivos con un tiempo entre transmisiones de tramas muy reducido (50 
milisegundos). La variable mac_PIN.macMaxCSMABackoffs correspondiente a 
macMaxCSMABackoff del flujograma se ha incrementado hasta 10000 para que el 
número de intentos fallidos al medio no produjera un error de comunicación. Otra 
característica que tenía que cumplir la reproducción para considerarla válida, es que 
después de realizar la captura, con el Perythons ningún dispositivo tenía que haber 
monopolizado el canal, de tal manera que los tres dispositivos, habían estado 
interactuando entre ellos durante todo el tiempo de captura. También para intentar 
que  la situación fuera lo más exacta posible para cada uno de los tres dispositivos 
decidimos no transmitir ACK. Los dispositivos fueron configurados para que el 
dispositivo1 enviara información al dispositivo 2, el dispositivo 2 al dispositivo 3 y el 
dispositivo 3 al dispositivo 1. 
 
Para realizar las mediciones hicimos 10 pruebas por escenario.  
 
Una vez obtenida la captura de las pruebas, escogemos 1200 tramas seguidas, 
obteniendo así el tiempo total. A continuación se divide el tiempo total por las 1200 
tramas y obteníamos el tiempo medio de transmisión de una trama.  
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Al obtener el tiempo medio de una trama tenemos que realizar los cálculos 
necesarios para desglosar el tiempo que implica en el backoff o en la trama. Este 
cálculo lo explicaremos en el siguiente punto. 
 
Para realizar las modificaciones necesarias hemos utilizado tres variables diferentes 
 
Antes de empezar, enumeraremos los ficheros relacionados con el mecanismo de 
Backoff:  
 
 MacM.nc y Mac_const.h alojado en opt\ \tinyos-2.x-contrib\hurray2x.V2\tos\ 
ieee802154\mac 
aMaxBe 
En el archivo mac_const.h encontramos la variable aMaxBe. Esta variable 
corresponde a macMaxBE del flujograma. MacMaxBE es el valor máximo del 
exponente Backoff, BE, en el algoritmo CSMA/CA, el rango de valores está entre 
tres y ocho. Al realizar las reproducciones fuimos modificando y realizando las 
correspondientes capturas para los valores 5 (valor por defecto en el estándar), 50 y 
500. El motivo de introducir valores tan elevados es para que pudiéramos observar 
con claridad las posibles variaciones. 
 
macMinBE y BE 
En el archivo MacM.nc encontramos las variables mac_PIB.macMinBE y BE.  
 
La variable mac_PIB.macMinBE corresponde a macMinBE del flujograma. 
MacMinBE es el valor mínimo del exponente Backoff, BE, en el algoritmo CSMA/CA, 
el rango de valores está entre 0-macMaxBE. Los valores que hemos asignado para 
esta variable  son 3 y 4, la intención es ver cómo se comporta el sistema con los 
valores mínimos posibles. 
 
La variable BE corresponde a la del flujograma. BE es el valor que se le asignara al 
exponente del Backoff, en el algoritmo CSMA/CA. Esta variable exponencial será la 
que mayor resultado observaremos en las reproducciones. El rango de valores está 
entre 2 y 8 y aumenta BE+1 en cada nuevo intento. Los valores que hemos asignado 
para esta variable  son 2, 5, 6, 7, 10. La intención es ver cómo el sistema va 
incrementando el Backoff con los valores fijos. 
 
Las variables modificadas se encuentran en las funciones del código que 
corresponden al fujograma. 
 
Para la modificación de macMinBE, substituimos la variable mac_PIB.macMinBE, 
por los valores de 3 y 4. 
Estos valores los fuimos substituyendo en: 
B E = min (2, mac_PIB.macMinBE); 








B E = min (2, al número correspondiente para cada captura (3 o 4)); 
B E = al número correspondiente para cada captura (3 o 4). 
 
Para la modificación de BE, se introducen los valores enteros nombrados 
anteriormente (2, 5, 6, 7, 10).  
 
Estos valores los fuimos substituyendo en: 
 
BE = min (BE+1,aMaxBE); 
B E = min (2, mac_PIB.macMinBE); 
B E = mac_PIB.macMinBE; 
 
Por: 
BE= al número correspondiente para cada prueba (2,5,6,7,10). 
 
4.3 Reproducciones del entorno 
 
Primero de todo vamos a explicar aproximadamente la longitud del backoff y el 
tiempo que este puede llegar al ocupar el canal. 
 
Backoff_duration = (random (     ) × aUnitBackoffPeriod × aUnitSymbolTime) 
Formula 4.1 Calculo del BackOff 
 
La expresión viene a decir lo siguiente. La duración de backoff es la componente 
aleatoria de      . Multiplicado por el número de símbolos que forman el periodo 
de tiempo básico utilizado por el algoritmo CSMA/CA (aUnitBackoffPeriod), este 
número siempre será 20 símbolos. Multiplicado por la velocidad de símbolo que para 
nuestro caso como que trabajamos a una frecuencia de 2,4GHz tenemos una 
velocidad de 62,5 Ksymbolos/segundo (aUnitSymbolTime). 
 






Backoff_duration = ((    ) × 20 × 
 
          
) = 960 microsegundos 
BE=5 
 
Backoff_duration = ((    ) × 20 × 
 
          
) = 9,92 milisegundos 
 





Backoff_duration = ((    ) × 20 × 
 
          




Backoff_duration = ((     ) × 20 × 
 
          
) = 327 milisegundos 
 
Si consideramos que aproximadamente una trama puede tener una longitud de unos 
200 bytes. 
 
Tiempo de trama = 
      
       




BE= 2  960 microsegundos + 6,4 milisegundos = 7,36 milisegundos 
 
BE= 5  9,92 milisegundos + 6,4 milisegundos = 16,32 milisegundos 
 
BE= 6  20 milisegundos + 6,4 milisegundos = 26,40 milisegundos 
 
BE= 10  327 milisegundos + 6,4 milisegundos = 333,40 milisegundos 
 
Estos resultados corresponden al tiempo en milisegundos son los valores máximos 
posibles que teóricamente debería tener cada trama con el tiempo de backoff 
calculado para cada caso. El tiempo escogido en realidad es aleatorio. 
 
Estos valores son los que compararemos con los casos reales que se han 
reproducido. 
 
Cada vez que se ha ido modificando una variable diferente, las demás se han 
configurado con los valores estándar. Finalmente después de reproducir todas las 
casuísticas comentadas anteriormente obtuvimos los siguientes resultados para 























aMaxBe=5 aMaxBe=50 aMaxBe=500 
Prueba 1 118,6878 ms 117,0667 ms 119,8992 ms 
Prueba 2 119,1371 ms 117,7344 ms 114,0805 ms 
Prueba 3 118,0034 ms 118,5147 ms 112,4905 ms 
Prueba 4 117,9551 ms 118,0918 ms 111,0012 ms 
Prueba 5 118,3636 ms 118,0199 ms 112,0555 ms 
Prueba 6 118,2564 ms 117,9417 ms 113,7541 ms 
Prueba 7 118,0381 ms 119,8522 ms 114,0210 ms 
Prueba 8 116,3715 ms 116,2019 ms 116,4148 ms 
Prueba 9 115,9451 ms 117,6760 ms 112,6571 ms 
Prueba 10 116,8051 ms 116,6417 ms 112,1297 ms 
Promedio 117,7563 ms 117,7741 ms 113,8504 ms 
  





Figura 4.2 Gráfica de la variable aMaxBE 
 
Después de realizar las reproducciones modificando el aMaxBe para los tres 
escenarios diferentes, observamos como el comportamiento del backoff para este 
caso es poco influyente. En un principio ya intuíamos que esta variable no iba a 
tener los resultados que esperábamos para la modificación del backoff. Esta poca 
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libre y el dispositivo pueda transmitir la trama, además siempre se asignara valor 
mínimo de BE, BE =min (BE+1, macMaxBE) . 
 
Un dato que sí que es importante es la de la columna cuando el aMaxBe es 5 de la 
tabla 4.1. La reproducción de esa columna está hecha con la configuración estándar 
del programa, es decir, el código sin modificación alguna proporciona una media de 
117,7563 milisegundos para cada trama. Este valor es un valor a tener como 
referencia ya que posteriormente cuando realicemos las modificaciones 








Prueba 1 105,9018 ms 118,2523 ms 
Prueba 2 103,2460 ms 116,3128 ms 
Prueba 3 103,723 1 ms 114,9824 ms 
Prueba 4 104,8988 ms 116,3037 ms 
Prueba 5 107,4909 ms 117,8305 ms 
Prueba 6 102,4072 ms 114,5834 ms 
Prueba 7 104,419 3 ms 116,2649 ms 
Prueba 8 102,0703 ms 115,0397 ms 
Prueba 9 102,8343 ms 113,0204 ms 
Prueba 10 106,4273 ms 116,8172 ms 
Promedio 104,3419 ms 115,9407 ms 
 
Tabla 4.2 Resultado de las reproducciones de la variable macMinBE 
 
  







Figura 4.3 Modificación de la variable macMinBE 
 
Respecto a la variación de la variable macMinBE, observamos cómo esta variable sí 
que es más influyente para el backoff respecto al anterior ya que como observamos 
en el flujograma esta variable siempre será ejecutada. Anteriormente el valor que se 
le asignaba estaba entre un rango de valores, para este caso a la variable se le 
asigna un valor fijo que es el que se ejecuta. Observamos como para un valor menor 
de macMinBE tenemos también un backoff menor. 
 
En comparativa con los resultados anteriores de  aMaxBE con la variable estándar 
(5), observamos como los de macMinBe para los valores 3 y 4 son más bajos. Esto 
significa que para la configuración estándar de aMaxBE, el macMinBE empieza en 
valores inferiores a la configuración de macMinBE (3 y 4) intentan acceder antes al 
medio debido a que pueden tener un exponente de Backoff menor. Esto hace que el 

















































BE=2 BE=5 BE=6 BE=7 BE=10 
Prueba 1 114,0734 ms 115,5868 ms 133,9762 ms 242,1365 ms 333,3636 ms 
Prueba 2 109,8073 ms 121,6801 ms 138,3775 ms 243,0673 ms 329,1116 ms 
Prueba 3 111,9864 ms 116,9447 ms 137,2979 ms 239,7136 ms 326,2306 ms 
Prueba 4 111,4759 ms 116,8899 ms 141,6198 ms 238,7246 ms 340,7692 ms 
Prueba 5 114,9221 ms 117,1635 ms 138,9138 ms 227,1499 ms 339,2363 ms 
Prueba 6 111,2732 ms 114,0596 ms 138,6733 ms 235,0914 ms 342,4083 ms 
Prueba 7 110,4687 ms 111,6721 ms 138,7337 ms 243,4403 ms 340,5086 ms 
Prueba 8 111,6585 ms 115,7088 ms 135,6794 ms 223,7548 ms 340,6890 ms 
Prueba 9 109,8292 ms 116,4773 ms 140,2193 ms 228,3288 ms 337,7952 ms 
Prueba 10 111,6285 ms 115,2691 ms 133,7380 ms 230,1854 ms 339,5116 ms 
Promedio 111,7123 ms 116,1452 ms 137,7229 ms 235,1593 ms 336,9624 ms 
 





























































Finalmente comentaremos las modificaciones de la variable BE. Como se puede 
observar esta variable sería la más influyente en la medida del backoff ya que al 
introducir un número directo el algoritmo exponencial sufriría un crecimiento mucho 
más directo. 
 
Podemos observar como aquí se produce justo lo que habíamos comentado en el 
apartado anterior. Cuando el backoff es más pequeño intentas acceder más 
rápidamente al canal por lo que el tiempo será menor, cuando mayor es el backoff 
mayor será el tiempo de transmisión de cada trama. 
 
Hay otra cosa muy interesante a comentar de cómo se comporta el entorno.  
 
En la siguiente tabla comparativa observamos los valores teóricos que habíamos 
calculado y los valores reales que hemos obtenido a la hora de reproducir las 
diferentes casuísticas para la variable BE: 
 
Valor BE teórico BE real 
2 7,36 ms 111,7123 ms 
5 16,32 ms 116,1451 ms 
6 26,40 ms 137,7228 ms 
10 333,40 ms 336,9623 ms 
Tabla 4.4 Comparación de resultados 
 
Como hemos comentado anteriormente cuando el número del backoff es más 
pequeño antes intentará acceder al medio. Teóricamente para un BE=2 el acceso al 
medio se intentará antes que para un BE=10. Si observamos la columna de BE real 
con la del BE teórico, apreciamos como los valores son muy diferentes. Para el caso 
real lo que está sucediendo es que los dispositivos que tiene un backoff configurado 
más pequeño están intentando acceder al medio más a menudo que los que tienen 
configurado un backoff más grande. Si el medio siempre está ocupado el dispositivo 
tendrá que volverse a esperar el tiempo de backoff para poder volver a intentar 
trasmitir, por el contrario cuando el backoff es configurado con un valor elevado, el 
dispositivo siempre intentara acceder al medio mucho mas tarde de tal manera que 
el tiempo entre tramas es mayor, los dispositivos cuando deseen transmitir 
encontrarán el medio libre con mayor probabilidad. 
 
Es por eso que para un BE de 2 el dispositivo tendría que transmitir la trama cada 
7,36 milisegundos, pero como el medio está ocupado la trama se acaba 
transmitiendo al cabo de 111,712320 milisegundos, es decir el dispositivo a 
intentado enviar la misma trama 15,17 veces. 
 
Por el contrario para un BE de 10 el mote intentara transmitir cada 333,40 
milisegundos y la trama es trasmitida al cabo de 336,962393 milisegundos. 
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Para la comparativa con los resultados anteriores de  aMaxBE con la variable 
estándar (5), observamos como el tiempo medio de trama es de 117,7563 
milisegundos mientras que para la variable BE para los valores 2,5,6,7 y 10 son  
111,7123 ms, 116,1452 ms, 137,7229 ms, 235,1593 ms y 336,9624 ms 
respectivamente. Observamos como para  los valores de BE 2 y 5 el tiempo medio 
de trama es menor que para aMaxBE. Esto es debido a que BE toma los valores 
fijos que le hemos asignado, mientras que en el caso estándar se hace BE+1, en 
cada nuevo intento, significa que cuando ejecutamos el caso de aMaxBE estándar la 
variable BE es aproximadamente 5 o mayor. 
 
Otro factor que afecta a que el BE real con el BE teórico sea diferente es debido a 
retardos introducidos por la propia implementación a la hora de ser ejecutada. 
 

















CAPÍTULO 5. Conclusiones y líneas de futuro 
 
Una vez finalizado el proyecto final de carrera y con una visión mucho más amplia 
sobre el estándar IEE 802.15.4 y ZigBee puedo afirmar que los conocimientos que 
he obtenido des del inicio del trabajo hasta a fecha de hoy han aumentado de 
manera considerable.  
 
Des de un inicio partíamos de un trabajo anterior que ya realizo una alumna de la 
universidad, ver las referencias TFC de Susana Sanchez. El objetivo era la de 
utilizar la versión segunda del Hurray y comprobar hasta donde era posible la 
modificación de la capa MAC. He de decir que al inicio del TFC no sabía con 
exactitud lo que era el ZigBee, pero finalmente después de meses de trabajo y 
gracias al soporte que me ha ido dando mi tutora puedo afirmar que se han cumplido 
los objetivos. 
 
Hemos conseguido hacer mucho más eficiente para su configuración las 
aplicaciones de AssociationExample y Datasendexample. También se ha 
conseguido la asociación con el coordinador con más de un dispositivo final y la 
posibilidad de que el coordinador transmita correctamente tramas de información. 
Otro objetivo conseguido ha sido la posibilidad de modificar el backoff para 
configurarlo según se desee tener el acceso al medio. 
 
Respecto a este tipo de tecnología, tengo que decir que se puede utilizar para el 
concepto de las Smart Cities. Las Smart Cities lo que buscan es la eficiencia en 
todos los sentidos, energéticos, recursos, tiempo y el hecho de que una ciudad 
tenga un sistema de redes bien organizado que permita mejorar la calidad de vida 
de las personas que viven en ella, es sin duda alguna una ciudad sostenible. Sin 
duda el ZigBee con sus múltiples dispositivos de sensores pueden llegar a 
conseguirlo. 
 
Finalmente respecto al impacto ambiental, como ya se ha comentado a lo largo del 
trabajo hemos utilizado unos dispositivos que son los dispositivos TelosB los cuales 
no precisaban de baterías alternativas ya que se ha estado trabajando vía USB 
durante todo el tiempo. Además no hemos necesitado ninguna maquina encendida 
durante días ni hemos tenido que desechar ningún dispositivo por lo que no se ha 
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ANEXO I. Configuración de TinyOS y carga de programas  
 
Configuración de TinyOS 
 
Para trabajar con el sistema operativo TinyOs una posibilidad que se barajo fue la de 
trabajar con el Cygwin sobre Windows7  tal y como había hecho antes la antigua 
alumna que hizo el TFC sobre la primera versión de TinyOS. Pero en esta ocasión 
hemos considerado mejor trabajar utilizando una maquina virtual VMware con un 






Esta opción quizás sea la mejor que hemos encontrado, ya que consiste únicamente 




A continuación, descargamos el entorno que nos proporciona la página del TinyOs, < 
http://docs.tinyos.net/tinywiki/index.php/Getting_started>, una vez instalada el 
sistema operativo simplemente hay que tener encuentra que tenemos que revisar las 
rutas de los archivos. El sistema operativo tiene configurados el usuario como 
”Xubuntos” mientras que la contraseña es “tinyos”. 
 
El archivo Hurray2x lo descargamos de la página OpenZB, <http://www.open-
zb.net/>  y lo copiamos en la raíz. 
 





Abrimos un terminal en Ubuntu y nos cambiamos a usuario root, después vamos a 
buscar el fichero .profile. Para buscar el fichero .profile abrimos un terminal, nos 
posicionamos en la raíz del sistema operativo. Ejecutamos el comando” ls -la” y nos 
aparecerá el archivo en el terminal, finalmente  lo ejecutamos. En este fichero 




export TOSDIR = “$TODROOT/TOS” 
 
export MAKERULES=”$TOSROOT/support/make/MAKERULES” 




Para finalizar ejecutamos las siguientes líneas de comando para la exportación de 
ficheros. 
 
TOSROOT  export TOSROOT=”/OPT/Tinyos-2.x-contrib/hurray2x” 
 




Seguidamente para comprobar que todo se ha exportado correctamente: 
 












Seguidamente para compilar el programa tenemos que dirigirnos a la ruta del 
archivo que deseemos ejecutar. Introducir los motes y escribir en el terminal “make 
telosb install” 






Figura A 1.1. Ejecución de un dispositivo en Xubuntos 
ANEXO II. Aspectos interesantes de Perytons  
Para efectuar las capturas, vamos a explicar cómo se ha procedido: 
Una vez abierto el Perytons vamos al menú “Tools” y seguidamente “Record”. Nos 
aparecerá una ventana que es donde tenemos que indicar dónde queremos guardar 
la captura que vamos a realizar y que nombre especificar al fichero. Esta captura 
tendrá una extensión .anl.  




Figura A2.1 Ventana de capturas 
En esta ventana también indicaremos el canal a realizar la captura, presionamos 
“Start” y empezara la captura. 
 
Cuando finalmente queramos finalizar la captura, presionamos el botón “Stop” donde 
seguidamente nos aparecerá el resultado. En la ventana del tiempo la línea sale con 
un tamaño muy extenso (milisegundos), para poder ver bien los mensajes 
comprimimos todas las tramas de manera que quedan juntas (Time View  
Compress Time).  
 
Además para poder observar las direcciones que se han configurado, en el Perytons 
tenemos que desplegar la pestaña que hay para pasar de “Best”  “Surce ID”  





Figura A2.2 Ventana para mostrar los resultados 
 
Perytons nos ofrece dos ventanas: Time View y Message View.  
El Time View nos ofrece la ventana con las tramas, direcciones y su comportamiento 
temporal. 
 
Figura A2.3 Ventana Time View 
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El Message View nos ofrece la ventana con la información que contienen las tramas. 
Clase de tramas, direcciones de cada trama etc. 
 










ANEXO III. Resultados adicionales de la evaluación de Open-ZB 
Desglose de los mensajes del programa "Association", prueba 1. 
 
 
Figura A3.1 Información las tramas en el proceso de transmisión entre coordinador ED 













Desglose de los mensajes del programa "Association", prueba 2. 
 





















Figura A3.5 Información las tramas en el proceso de transmisión entre coordinador y dos ED’s. 
 
 


















Figura A3.7 Información las tramas en el proceso de transmisión entre coordinador y dos ED’s. 
 
 
 
 
 
 
