proper, rapid design of experiments, advanced instrumentation of software to collect, analyse, and store relevant data, and the integration of experiment results in both the product development cycle and the software development process.
Introduction 1
The accelerating digitalisation in most industry sectors means that an increasing 2 number of companies are or will soon be providers of software-intensive products and 3 services. Simultaneously, new companies already enter the marketplace as software 4 companies. Software enables increased flexibility in the types of services that can be 5 delivered, even after an initial product has been delivered to customers. Many constraints 6 that previously existed, particularly in terms of the behaviour of a product or service, 7 can now be removed.
8
With this newfound flexibility, the challenge for companies is no longer primarily 9 how to identify and solve technical problems, but rather how to solve problems which 10 are relevant for customers and thereby deliver value. Finding solutions to this problem However, a detailed framework for conducting systematic, experiment-based soft-16 ware development has not been elaborated. Such a framework has implications for the 17 technical product infrastructure, the software development process, the requirements 18 regarding skills that software developers need to design, execute, analyse, and inter-19 pret experiments, and the organisational capabilities needed to operate and manage a 20 company based on experimentation in research and development.
21
Methods and approaches for continuous experimentation with software product and 22 service value should itself be based on empirical research. In this paper, we present 23 the most important building blocks of a framework for continuous experimentation.
24
Specifically, our research question is: The rest of this paper is organised as follows. In Section 2, we review related work 44 on integrating experimentation into the software development process. In Section 3, we 45 describe the research approach and context of the study. In Section 4, we first present 46 our proposed model for continuous experimentation, and then relate the findings of our 47 company building is the transition from an organisation designed to learn and discover 81 to one that is optimised for cost-efficient delivery of validated products or services.
82
In light of the benefits that a methodology such as Lean Startup can provide, where 83 controlled experiments constitute the main activity driving development, Holmström
84
Olsson et al. [12] propose a target stage for any company that wishes to build a develop-85 ment system with the ability to continuously learn from real-time customer usage of 86 software. They describe the stages that a company has to traverse in order to achieve that finding from the case study is that the transition towards Agile development requires 95 shifting to small development teams and focusing on features rather than on compo-96 nents. Also, it is relevant to notice that the transition towards continuous integration 97 requires an automated build and test system (continuous integration), a main version 98 control branch to which code is continuously delivered, and modularised development. Other works have studied some of the stages of the "stairway to heaven" individually. 
Systematic value creation through experimentation

131
The models outlined above all aim to make experimentation systematic in the 132 software development organisation. One important conceptual concern is the definition as an observer in several meetings where the customer and student teams collaborated.
266
The researchers were involved in directing the experimentation design activities together 267 with the customer, and students were not directly involved in these activities. However, . . . so that I can extract and analyse business critical information.
. . . so that I can identify needs for maintenance of the product's technical architecture.
Project 2 As a Tellybean developer, I want to be sure that our product's system architecture is scalable and robust. carried out in seven weeks by a team of four Master's-level computer science students.
326
Competencies required in the project were database design, application programming,
327
and user interface design.
328
The backend system for capturing and processing data was built on the Java Enter- reporting system was built using JavaScript frameworks D3 and NVD3 to produce vivid 331 and interactive reporting. A cache system of historical call data was implemented to 332 ensure the performance of the system.
333
After the project had been completed, both students and the customer deemed that 
339
The first project constituted a first attempt at conducting continuous experimentation.
340
The goal of the experiment was to gain information about the performance of the system 341 architecture and its initial implementation. Underscore.js. Test data was stored in a MongoDB database to be utilised in analysis.
359
The purpose of the experiment was a counterpart to the experiment in the first decision-making when revisiting these initial choices.
364
The team found significant performance bottlenecks in Tellybean's existing proof-of-
365
concept system and analysed their origins. Solutions for increasing operational capacity 366 of the current live system were proposed and some of them were also implemented. the company to establish full control of their own software and hardware assets.
381
The project consisted of a team of five Master's-level computer science students.
382
The team delivered a working prototype for rapid deployment of software updates. 
Results
489
In this section, we first describe our proposed model for continuous experimentation,
490
and then report on the insights gained from the multiple case study and how they inform the model can also be thought to apply not only to software development, but also to 500 design and development of software-intensive products and services. In some cases, 501 experimentation using this model may require little or no development of software.
502
The Build-Measure-Learn blocks structure the activity of conducting experiments,
503
and connect product vision, business strategy, and technological product development analyst and product owner work with a data scientist role, which is usually a team with 557 diverse skills, to communicate the assumptions of the roadmap and map the areas of
558
uncertainty which need to be tested.
559
The data scientist designs, executes, and analyses experiments. A variety of tools 560 are used for this purpose, which access raw data in the back-end system. Conceptually, 561 raw data and experiment plans are retrieved, analysis performed, and results produced 562 in the form of learnings, which are stored back into the back-end system.
563
The data analyst also communicates with a developer and quality assurance role.
564
These roles handle the development of MVPs, MVFs, and the final product. They first 565 work with the data analyst to produce proper instrumentation into the front-end system, 566 which is the part of the software which is delivered or visible to the user. In the case of 567 a persevere-decision, they work to fully develop or optimise the feature and submit it 568 for deployment into production. MVPs, MVFs, and final products are deployed to users and a release engineer may oversee and manage the releases currently in production. 
Model instantiations and lessons learned 597
In this subsection, we describe how the RIGHT models were instantiated in the four 598 projects, and we describe the lessons learned. We include illustrative examples from our 599 interview data. We note that the model was initially quite simple, similar to the sequence 600 described in Figure 1 with a build-measure-learn cycle, a data repository, analysis tools,
601
and continuous delivery system. We also note that not all parts of the models were 602 instantiated in all projects. We assume that this will be the case in other projects as well.
603
In the first two projects, we focused on problem validation: developing an understanding hypotheses.
668 Table 2 shows the parts of our model that were instantiated in Project 1. The project 669 instantiated a few basic elements of the RIGHT process model. The chosen business 670 model and strategy was to offer the video calling service through operator partnerships.
671
In order for the strategy to be successful, the company needed to demonstrate the 672 feasibility of the service in terms of operator needs and requirements. This demon-673 stration was to operators themselves but also to other stakeholders, such as investors,
674
who assessed the business model and strategy. The hypothesis to test was not very 675 precisely defined in the project, but could be summarised as "operators will require 676 system performance management analysis tools in order to enter a partnership". The several Android-based options, some of which were way too expensive.
704
Now we have started to find ways of doing things that give us the least 705 amount of problems. But one really important thing is that a year ago, hardware platforms and thus shorten time-to-market and development costs. Table 3   716 shows the model instantiations in Project 2. 
Project 3 718
In the third project, the capability for continuous deployment was developed. The The third project instantiated parts of our infrastructure architecture model, shown in 736   Table 4 . In particular, it focused on the role of a continuous delivery system in relation
737
to the tasks that need to be carried out for continuous experimentation, meaning that top
738
and rightmost parts of Figure 3 were instantiated, as detailed in the table. was left uninvestigated. In any case, the assumption was invalidated and as a result, the have revealed the shortcomings in the initial architecture and implementation strategy.
803
Although the design of the experiment left much to be desired, carrying it out using a 804 real, programmed prototype system made it possible to discover the need to reconsider 805 some of the previous strategy choices.
806
In the second project, the learnings could have been better used to define a more 807 precise set of hypotheses after a careful analysis of the shortcomings of the previous 808 system architecture. However, this was not necessary since the purpose was not a point- it only seeks to produce enough information for a decision to be made correctly.
812
In the third project, only the capability for continuous delivery was instantiated. and why must exist, and the organisation needs a workforce with the ability to collect
950
and analyse qualitative and quantitative data. Also, it is crucial that the organisation has 951 the ability to properly define decision criteria and act on data-driven decisions.
952
In future work, we expect the model to be expanded as more use cases arise in the 
