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Abstrak 
Self balancing robot memiliki dua roda di sisi kanan dan kiri yang tidak akan seimbang apabila 
tanpa kontroler. Penelitian ini digunakan untuk  mendesain sistem kendali yang dapat menyeimbangkan 
self balancing robot. Sistem ini menggunakan input dari sensor IMU (Inertial Measurement Unit). Output 
dari sensor tersebut berupa sudut yang dikirim ke Arduino UNO. Sudut yang didapat dibandingkan 
dengan nilai setpoint yang nilainya 0 derajat. Nilai selisih dari setpoint dan sudut keluaran sistem 
dikontrol menggunakan kendali PID. Proses kendali ini diprogram pada software Arduino IDE yang 
hasilnya dikirim ke motor DC untuk mengatur arah putaran motor DC untuk menyeimbangkan body 
robot. Dari hasil pengujian diperoleh nilai parameter kontroler PID yang akan digunakan dari tunning 
nilai Kcr dengan metode Ziegler-Nichols adalah Kp = 70, Ki = 466.67 dan Kd = 2.625 dapat mengatasi 
keseimbangan pada self balancing robot mendekati nilai setpoint. Dengan nilai time response kurang dari 
1.5 second saat diberikan gangguan. 
Kata Kunci: IMU, Kontroler PID, Motor DC, Arduino UNO 
Abstract 
Self balancing robot has two wheels on right side and left side which will be unbalance if without 
controller. This research is used to design control system that can keep balancing of self balancing robot. 
This system uses input IMU (Inertial Measurenment Unit) sensor. The output is angle then sent to 
Arduino Uno. Angle comparison is given by set point has value 0 degree. Difference between setpoint 
and output angle of control system use PID controller. The controller run in software of Arduino IDE and 
the result is sent to DC motor to control the direction of DC motor for balancing the body of robot. 
Testing is given paramater values of PID controller will be used tunning Kcr value with Ziegler-Nichols 
method is Kp = 70, Ki = 466.67 and Kd = 2.625 can keep balancing of self balancing robot approach 
setpoint. With value of time response less than 1.5 second when given disturbance. 
Keywords: IMU, PID Controller, DC Motor, Arduino UNO 
 
PENDAHULUAN 
Perkembangan teknologi robotika telah membuat 
kualitas kehidupan manusia semakin tinggi. Saat ini 
perkembangan teknologi robotika telah mampu 
meningkatkan kualitas maupun kuantitas berbagai 
industri. Teknologi robotika juga telah menjangkau sisi 
hiburan dan pendidikan bagi manusia. Salah satu cara 
menambah tingkat kecerdasan sebuah robot adalah 
dengan menambah sensor, metode control bahkan 
memberikan kecerdasan buatan pada robot tersebut. 
Salah satunya adalah self balancing robot. 
Self balancing robot (robot penyeimbang) 
merupakan suatu robot yang memiliki dua buah roda di 
sisi kanan dan kirinya yang tidak akan seimbang apabila 
tanpa adanya kontroler. Self Balancing robot ini 
merupakan pengembangan dari model pendulum 
terbalik (inverted pendulum) yang diletakkan di atas 
kereta beroda. Menyeimbangkan robot beroda dua 
memerlukan suatu perangkaian hardware yang baik dan 
metode kontrol handal untuk mempertahankan posisi 
robot dalam keadaan tegak lurus terhadap permukaan 
bumi. Dan konsep self balancing robot ini telah 
digunakan sebagai alat transportasi yang bernama 
segway. Untuk dapat menyeimbangkannya dibutuhkan 
metode kontrol yang baik dan handal untuk 
mempertahankan posisi robot dalam keadaan tegak 
lurus terhadap permukaan bumi tanpa memerlukan 
pengendali dari luar dan menerapkan Self-balancing 
Control (Rizka, 2015). 
Maka dari itu penulis memilih kontrol Proportional 
Integral Derivative (PID) sebagai kontroler yang dapat 
menciptakan kontrol sesuai dengan yang diharapkan 
penulis. Penentuan pada metode kontrol PID ini karena 
dengan menggunakan PID tersebut keluaran dari sistem 
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dapat menentukan besarnya kecepatan dan arah putar 
motor yang dapat menjaga kestabilan robot yang dibuat. 
Pada penelitian ini digunakan Arduino uno, sensor 
accelerometer dan gyroscope dan motor drive L298N 
module yang akan mengendalikan motor DC. Masalah 
yang didapatkan pada penelitian ini antara lain ialah 
merealisasikan kontrol PID pada sistem robot, sehingga 
robot ini dapat mempertahankan posisinya tegak lurus 
dengan seimbang terhadap permukaan bumi pada 
bidang datar. Dan dapat menerapkan Self-balancing 
Controll pada robot. 
KAJIAN PUSTAKA 
Inverted Pendulum 
Robot Kesetimbangan merupakan pengembangan 
dari model pendulum terbalik (inverted pendulum) yang 
diletakkan diatas kereta beroda. Pendulum terbalik 
merupakan model sistem yang tidak stabil dimana titik 
berat sistem pendulum ini berada diatas titik tumpunya. 
Ide dasar untuk membuat robot beroda dua dapat 
setimbang adalah sangat mudah yaitu dengan cara 
mengendalikan roda searah dengan arah jatuhnya bagian 
atas sebuah robot. Apabila proses tersebut dapat 
terlaksana maka robot tersebut dapat setimbang. 
 
Gambar 1. Menunjukkan Cara Balancing Robot 
Menyeimbangkan Diri 
Pada robot seimbang ini, gaya yang digunakan 
untuk menyeimbangkan dihasilkan dari putaran roda. 
Putaran roda ini berasal dari torsi yang dihasilkan oleh 
motor. Gaya horizontal yang diperoleh balancing robot 
akan sebanding dengan torsi roda dibagi dengan jari-jari 
roda. Torsi roda yang dihasilkan pada penelitian ini 
dapat dihasilkan dari pengaturan kecepatan motor DC 
dengan menggunakan PWM pada Arduino UNO. 
IMU (Inertial Measurement Unit) 
Alat ukur inersia atau Inertial Measurement Unit 
(IMU) adalah alat untuk mengukur sudut kemiringan 
dan keseimbangan. IMU terdiri dari dua buah alat ukur 
yaitu accelerometer dan gyroscope. Secara sederhana 
accelerometer merupakan sebuah alat untuk sensor 
posisi dan perpindahan sedangkan gyroscope digunakan 
sebagai sensor sudut/gerak rotasi. Pada self balancing 
robot yang dibuat, penggunaan sensor accelerometer 
dan gyroscope akan digantikan dengan sensor MPU-
6050 module. 
 
Gambar 2. MPU-6050 
 
Sensor MPU-6050 seperti ditunjukkan pada 
Gambar 2, memiliki 3-axis accelerometer dan 3-axis 
gyroscope yang mana sensor ini terhubung secara I2C 
(Inter-Integrated Circuit) dengan cara menghubungkan 
dua jalur SCL (Serial Clock) dan SDA (Serial Data) ke 
Arduino UNO. Pembacaan data keluaran sensor MPU-
6050 ditampilkan pada serial monitor software Arduino 
IDE. 
 
Kontroler PID 
Kontroler PID seperti pada Gambar 3 merupakan 
kontroler yang terdiri dari pengendali Proporsional, 
Integral dan Turunan (Derivative). Dalam 
pengaplikasianya, masing-masing pengendali dapat 
berdiri sendiri atau dapat melakukan pengkombinasian. 
Dalam perancangan sistem kontrol PID yang perlu 
dilakukan adalah mengatur parameter P,I dan D agar 
respon sinyal keluaran sistem terhadap masukan tertentu 
sebagaimana yang diinginkan (Royyan, 2015). 
 
Gambar 3. Diagram Blok Kontroler PID 
 
Berikut ini merupakan penjelasan singkat dari 
parameter-parameter yang ada pada kontrol PID:  
a) Kontrol Proporsional 
Kontrol proporsional umumnya dinyatakan 
dengan sebuah gain tanpa memberikan efek 
dinamik kepada kinerja kontroler. Adanya 
kontroler proporsional ini mengakibatkan sinyal 
error akan semakin besar sehingga 
memperbesar kemungkinan terjadinya 
overshoot. Namun kontrol proporsional dapat 
mengakibatkan keluaran sistem lebih cepat 
mencapai setpoint. Kontrol proporsional 
memperbaiki rise time dan settling time dari 
sebuah sistem. 
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b) Kontrol Integral 
Kontrol integral digunakan untuk 
menghilangkan nilai offset yang biasanya 
dihasilkan oleh kontrol proporsional. Namun 
pemilihan nilai Ki yang tidak tepat dapat 
menyebabkan ketidakstabilan sistem. Jika 
pemilihan nilai Ki terlalu tinggi maka akan 
meyebabkan nilai keluaran akan berosilasi. 
Penambahan kontrol integral ini juga akan 
membuat respon dari sistem menjadi lambat. 
Oleh sebab itu maka dalam implementasinya 
kontrol integral dikombinasikan dengan kontrol 
proporsional. 
 
c) Kontrol Derivative 
Keuntungan menggunakan kontrol 
derivative yaitu dapat merespon perubahan 
error aktuator dan dapat menghasilkan koreksi 
yang signifikan sebelum magnitude dari error 
aktuatornya menjadi sangat besar. Seakan-akan 
kontrol derivative ini mampu memprediksi 
error yang akan terjadi sebagai efek dari 
perhitungan error yang sebelumnya. Karena 
kontrol derivative ini bekerja berdasarkan laju 
perubahan error aktuatornya dan bukan pada 
error aktuator itu sendiri maka kontrol 
derivative ini tidak dapat berdiri sendiri. 
Kontrol derivative biasanya dikombinasikan 
dengan kontrol proporsional atau dengan 
kontrol proporsional plus integral. 
 
Arduino UNO 
Arduino UNO merupakan sebuah perangkat 
mikrokontroler berbasis ATMega328. Seperti halnya 
mikrokontroler lain, Arduino UNO juga memiliki 
fasilitas dasar dari mikrokontroler. 
 
Gambar 4. Arduino UNO 
 
Seperti yang ditunjukkan pada Gambar 4 Arduino 
UNO memiliki 14 pin input/output digital, dengan 6 
diantaranya bisa digunakan sebagai PWM (Pulse With 
Modulation), 6 pin input analog, ICSP header, 16 MHz 
kristal osilator, port USB dan tombol reset. 
 
Motor Driver 
Pada penelitian ini digunakan satu jenis driver 
motor, yaitu driver motor shield H-Bridge ST L298N 
Module yang ditunjukkan pada Gambar 5. 
 
Gambar 5. Motor Driver L298N Module 
 
Fungsi motor driver yaitu untuk menjalankan motor 
sebagai pengatur arah putaran motor maupun kecepatan 
putaran motor dan digunakan driver motor karena arus 
yang keluar dari mikrokontroler tidak mampu 
memenuhi kebutuhan motor DC, serta mengubah 
tegangan yang dikeluarkan mikrokontroler agar sesuai 
dengan tegangan yang dibutuhkan motor tersebut. 
 
Motor DC 
Penggunaan motor DC sebagai aktuator untuk 
menyeimbangkan kestabilan self balancing robot agar 
balancing robot dapat berdiri tegak dan stabil maka 
pemilihan motor DC sangatlah penting. Motor DC 
dengan torsi yang besar dan rpm sedang menjadi sangat 
krusial untuk kestabilan robot. Sementara yang penulis 
pakai adalah geared motor DC 12 V dengan torsi 7.9 
kg/cm dan RPM 185 rad/s yang ditunjukkan pada 
Gambar 6. 
 
 
Gambar 6. Geared Motor DC 
Dengan menggunakan motor yang memiliki torsi 
besar diharapkan mampu mengangkat beban pada body 
robot ketika mengalami kemiringan untuk 
disetimbangkan kembali hingga tegak lurus terhadap 
permukaan bumi. 
METODE PENELITIAN 
Pendekatan Penelitian 
Penelitian ini untuk mengimplementasikan 
kontroler PID pada two wheels self balancing robot 
berbasis Arduino UNO. Pada penelitian ini, akan 
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dilakukan uji coba kontroler PID dengan nilai parameter 
berbeda untuk mencari kontroler PID dengan respon 
paling mendekati setpoint dari self balancing robot 
menggunakan software Arduino IDE versi 1.6.12. 
 
Tempat dan Waktu Penelitian 
Penelitian dilaksanakan di Laboratorium Fisika 
Jurusan Teknik Elektro Universitas Negeri Surabaya 
dan waktu pelaksanaannya dilakukan pada semester 
ganjil 2016/2017. 
 
Teknik Analisis Data 
Analisis data yang diperoleh dalam penelitian ini 
bertujuan untuk menjawab permasalahan dalam rangka 
merumuskan kesimpulan, seperti dijelaskan pada 
diagram alir sebagai berikut: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Gambar 7. Diagram Alir Tahapan Penelitian 
 
HASIL DAN PEMBAHASAN 
Metode yang digunakan dalam melakukan 
perancangan kontroler PID adalah menggunakan 
metode Ziegler-Nichols tunning trial and error untuk 
mendapatkan sebuah kontroler PID yang sesuai dalam 
melakukan kendali keseimbangan pada self balancing 
robot agar sesuai dengan nilai setpoint. Kemudian dari 
nilai kontroler PID yang didapat akan di 
implementasikan pada self balancing robot. Dan 
melakukan pengambilan data keluaran respon dari self 
balancing robot melalui serial monitor pada software 
Arduino IDE versi 1.6.12. 
 
Metode Tunning Trial and Error 
Pada metode ini, percobaan dilakukan dengan 
menggunakan kontroler proporsional saja. Dengan cara 
memberikan (tunning) nilai Kp yang menghasilkan 
grafik osilasi konsisten. Nilai kontroler gain ini disebut 
nilai critical gain (Kcr). Kemudian dari nilai Kcr ini 
didapatkan nilai periode kritis (Pcr) berdasarkan osilasi 
konsisten seperti pada Gambar 8 di bawah ini. 
 
Gambar 8. Osilasi Konsisten 
 
Setelah didapatkan nilai Pcr maka langkah 
selanjutnya adalah mencari nilai Kp, Ki dan Kd dengan 
cara menggunakan Tabel 1. 
 
Tabel 1. Penentuan Parameter PID 
Tipe 
Kontroler 
Kp Ti Td 
P 0.5 Kcr 0 0 
PI 0.45 Kcr  Pcr 0 
PID 0.6 Kcr 0.5 Pcr 0.125 Pcr 
 
Pengujian Self Balancing Robot 
Pengujian self balancing robot dilakukan dengan 
mengimplementasikan nilai kontroler PID berdasarkan 
perhitungan dari Tabel 1 yang dihasilkan dari osilasi 
konsisten saat melakukan tunning nilai Kcr pada self 
balancing robot. Untuk mencari nilai kontroler PID 
yang menghasilkan error sekecil mungkin dari nilai 
setpoint maka dilakukan tunning nilai Kcr yang berbeda 
untuk dilakukan perbandingan dalam mencari nilai 
kontroler PID yang paling kecil nilai error-nya dari nilai 
setpoint. 
 
Pengujian dengan Nilai Kcr Pertama 
Pada pengujian self balancing robot yang pertama 
ini nilai Kcr yang diberikan adalah 83.34 dan 
menghasilkan grafik osilasi konsisten seperti pada 
Gambar 9. 
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Gambar 9. Nilai Pcr dari Osilasi Konsisten dengan 
Nilai Kcr=83,34 
 
Gambar 9 menunjukkan nilai Pcr yang didapatkan 
dari grafik osilasi konsisten menggunakan nilai Kcr = 
83.34. Pada grafik tersebut menunjukkan nilai X1 dan 
X2 masing-masing adalah X1 = 132 dan X2 = 165. Jadi 
nilai  Pcr yang didapatkan dari grafik tersebut adalah 33 
atau 0.33 s. 
Pada Tabel 1 disebutkan bahwa untuk mencari nilai 
kontroler PID ada tiga tahap yaitu mencari nilai Kp, Ki 
dan Kd. Untuk mencari nilai Kp, Ki dan Kd 
menggunakan persamaan sebagai berikut: 
Kp = 0.6 x Kcr    (1) 
Ki =      (2) 
Kd = Kp x Td    (3) 
Setelah mendapatkan nilai Pcr kemudian langkah 
selanjutnya adalah mencari nilai parameter PID untuk 
kontroler yang akan digunakan berdasarkan nilai 
tunning Kcr yang telah ditentukan. Persamaan yang 
akan digunakan adalah persamaan (1), (2) dan (3). Nilai 
Kcr yang dipakai adalah 83.34. Sedangkan untuk nilai 
Pcr menggunakan 0.33 s berdasarkan dari hasil grafik 
osilasi konsisten pada Gambar 9. Dari nilai tersebut 
maka didapatkan nilai Kp, Ki dan Kd pada Tabel 2 
berikut:  
Tabel 2. Parameter PID Pertama 
Nilai Kcr Nilai Pcr Kontroler PID 
83.34 0.33 
Kp = 50, Ki = 303.03,  
Kd = 2.0625 
Berdasarkan hasil dari perhitungan parameter PID 
menggunakan persamaan (1), (2) dan (3), maka 
didapatkan nilai parameter Kp = 50, Ki = 303.03 dan Kd 
= 2.0625. Kemudian di implementasikan pada self 
balancing robot untuk mengetahui grafik respon dari 
kontroler PID seperti yang bisa dilihat pada Gambar 10. 
 
Gambar 10. Grafik Respon Self Balancing Robot 
dengan Kp=50, Ki=303.03, Kd=2.0625 
 
Grafik respon dari self balancing robot ditunjukkan 
pada Gambar 10 adalah respon self balancing robot 
yang menggunakan parameter Kp = 50, Ki = 303.03 dan 
Kd = 2.0625. Untuk mengetahui nilai rata-rata dari 
respon self balancing robot maka dilakukan 
penjumlahan dari data yang didapat dibagi dengan 
banyaknya data adalah -0.9693 derajat. Jadi dari respon 
tersebut diketahui nilai error sebagai berikut: 
Error = setpoint – rata-rata hasil respon 
= 0 – (–0.9693) 
= 0.9693 derajat 
Berdasarkan grafik yang ditunjukkan pada Gambar 
10, untuk analisis respon transiennya dapat dilihat 
bahwa sistem mengalami osilasi yang tidak stabil dan 
renggang, kemudian overshoot yang dihasilkan 
cenderung lebih besar karena nilai Kp yang kecil 
sehingga respon dari self balancing robot sedikit lambat. 
Untuk osilasi yang masih terjadi dikarenakan efek dari 
konstanta Ki. Steady state error yang dihasilkan cukup 
kecil yaitu kurang dari 1 derajat atau 0.9693 derajat, 
sedangkan nilai setpoint adalah 0 derajat. 
 
Pengujian dengan Nilai Kcr Kedua 
Pada pengujian self balancing robot yang kedua 
akan dilakukan tunning dengan nilai Kcr yang berbeda 
agar didapatkan nilai kontroler PID yang berbeda pula 
untuk mengetahui respon nilai error dari self balancing 
robot jika diberikan nilai parameter kontroler PID yang 
berbeda. Tunning nilai Kcr yang akan diberikan adalah 
116.67 dan menghasilkan grafik respon yang akan 
ditunjukkan pada Gambar 11. 
 
(a) 
 
(b) 
Gambar 11. (a) Nilai Pcr 1, (b) Nilai Pcr 2 
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Dari grafik yang ditunjukkan pada Gambar 11 
maka diketahui nilai X1 = 242 dan nilai X2 = 272, nilai 
Pcr adalah jarak antara periode X1 dan X2, maka 
didapatkan nilai Pcr adalah 30 atau 0,3 s. Dari nilai Kcr 
dan Pcr tersebut maka didapatkan nilai Kp, Ki dan Kd 
dari persamaan (1), (2) dan (3) adalah sebagai berikut:  
Tabel 3. Parameter PID Kedua 
Nilai Kcr Nilai Pcr Kontroler PID 
116.67 0.3 
Kp = 70, Ki = 466.67,  
Kd = 2.625 
Jadi, nilai parameter kontroler PID yang akan 
digunakan pada self balancing robot adalah Kp = 70, Ki 
= 466.67, Kd = 2.625. Setelah didapatkan nilai 
parameter kontroler PID maka dilakukan pengujian self 
balancing robot dan pengambilan data pada serial 
monitor Arduino IDE versi 1.6.12. Kemudian data yang 
didapat akan di plot agar mendapatkan grafik hasil 
respon self balancing robot kemudian dilakukan analisis 
antara setpoint dan error yang dihasilkan dari pengujian 
self balancing robot. 
 
Gambar 12. Grafik Respon Self Balancing Robot 
dengan Kp=70, Ki=466.67, Kd=2.625 
 
Gambar 12 menunjukkan grafik respon dari self 
balancing robot dengan menggunakan nilai Kp = 70, Ki 
= 466.67 dan Kd = 2.625. Berdasarkan hasil respon 
yang dihasilkan dari pengumpulan data yang diambil 
dari serial monitor software Arduino IDE, maka 
didapatkan hasil rata-rata dari jumlah data dibagi 
dengan banyaknya data adalah 0.007844 derajat. Maka 
error yang dihasilkan dari kontroler PID ini adalah: 
Error = setpoint – rata-rata hasil respon 
= 0 – 0.007844 
= –0.007844 derajat 
Berdasarkan grafik pada Gambar 12, untuk analisis 
respon transiennya dapat dilihat bahwa sistem 
mengalami osilasi, kemudian overshoot yang dihasilkan 
cenderung kecil karena nilai Kd berfungsi untuk 
mengurangi overshoot. Lalu untuk osilasi yang masih 
terjadi diawal dikarenakan efek dari konstanta Ki. 
Steady state error yang dihasilkan sudah cukup kecil 
yaitu –0.007844 derajat, sedangkan nilai setpoint adalah 
0 derajat. 
 
Pengujian dengan Nilai Kcr Ketiga 
Pada tahap pengujian self balancing robot yang 
ketiga ini akan menggunakan tunning nilai Kcr = 150 
untuk mendapatkan nilai parameter PID yang berbeda 
agar dapat dianalisis hasilnya untuk mencari kontrol 
PID yang sesuai dengan self balancing robot yang 
dibuat. Grafik respon self balancing robot menguunakan 
Kcr = 150 ditunjukkan pada Gambar 13. 
 
Gambar 13. Nilai Pcr dari Osilasi Konsisten dengan 
Nilai Kcr=150 
 
Gambar 13 menunjukkan nilai Pcr yang didapatkan 
dari grafik osilasi konsisten menggunakan nilai Kcr = 
150. Pada grafik tersebut menunjukkan nilai X1 dan X2 
masing-masing adalah X1 = 159 dan X2 = 187. Jadi 
nilai  Pcr yang didapatkan adalah 28 atau 0.28 s. 
Setelah mendapatkan nilai Pcr langkah selanjutnya 
adalah mencari nilai parameter PID untuk kontroler 
yang akan digunakan dengan menggunakan persamaan 
(1), (2) dan (3). Nilai Kcr yang dipakai adalah 150 dan 
nilai Pcr menggunakan 0.28 s. Dari nilai tersebut maka 
didapatkan nilai Kp, Ki dan Kd sebagai berikut:  
Tabel 4. Parameter PID Ketiga 
Nilai Kcr Nilai Pcr Kontroler PID 
150 0.28 
Kp = 90, Ki = 642.85,  
Kd = 3.15 
Berdasarkan hasil dari perhitungan parameter PID 
menggunakan persamaan (1), (2) dan (3), maka 
didapatkan nilai parameter Kp = 90, Ki = 642.85 dan Kd 
= 3.15. Dari nilai parameter PID tersebut kemudian di 
implementasikan pada self balancing robot dan 
melakukan pengambilan data untuk mengetahui grafik 
respon dari kontroler PID seperti yang bisa dilihat pada 
Gambar 14. 
 
Gambar 14. Grafik Respon Self Balancing Robot 
dengan Kp=90, Ki=642.85, Kd=3.15 
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Gambar 14 menunjukkan grafik respon dari self 
balancing robot dengan menggunakan nilai Kp = 90, Ki 
= 642.85 dan Kd = 3.15 dengan nilai setpoint 0 derajat. 
Berdasarkan hasil respon yang dihasilkan dari data yang 
diambil dari serial monitor software Arduino IDE, maka 
didapatkan hasil rata-rata dari jumlah data dibagi 
dengan banyaknya data adalah –1.0093 derajat. Maka 
error yang dihasilkan dari kontroler PID ini adalah: 
Error = setpoint – rata-rata hasil respon 
= 0 – (–1.0093)  
= 1.0093 derajat 
Berdasarkan grafik pada Gambar 14, untuk analisis 
respon transiennya dapat dilihat bahwa sistem 
mengalami osilasi yang rapat, kemudian overshoot yang 
dihasilkan cenderung kecil karena nilai Kd berfungsi 
untuk mengurangi overshoot. Lalu untuk osilasi yang 
masih terjadi dikarenakan efek dari konstanta Ki. Steady 
state error yang dihasilkan juga cukup kecil yaitu 
kurang lebih 1 derajat, sedangkan nilai setpoint adalah 0 
derajat. 
Sehingga dari semua respon yang ditunjukkan self 
balancing robot dengan menggunakan nilai Kcr yang 
berbeda  agar mendapatkan parameter PID yang 
berbeda pula dapat disimpulkan berdasarkan Tabel 5 di 
bawah ini: 
 
Tabel 5. Respon Self Balancing Robot Menggunakan 
Nilai Kcr yang Berbeda 
No Nilai Kcr 
Parameter 
PID 
Error 
(derajat) 
1. Kcr = 83.34 
Kp = 50 
Ki = 303.03 
Kd = 2.0625 
0.9693 
2. Kcr = 116.67 
Kp = 70 
Ki = 466.67 
Kd = 2.625 
0.007844 
3. Kcr = 150 
Kp = 90 
Ki = 642.85 
Kd = 3.15 
1.0093 
 
Berdasarkan hasil respon self balancing robot yang 
ditujukkan pada Tabel 5 yang memiliki nilai error 
paling kecil adalah respon dari tunning dengan nilai Kcr 
= 116.67 dengan menggunakan parameter PID masing-
masing adalah Kp = 70, Ki = 466.67 dan Kd = 2.625 
yaitu memiliki nilai error 0.00784 derajat paling 
mendekati dengan nilai setpoint yaitu 0 derajat. Jadi, 
kontrol PID yang akan digunakkan dalam implementasi 
self balancing robot yang telah dibuat adalah kontroler 
dengan nilai Kp = 70, Ki = 466.67 dan Kd = 2.625. 
 
 
Pengujian Self Balancing Robot dengan Gangguan 
Setelah melakukan tunning parameter PID maka 
didapatkan kontroler PID dengan respon yang cukup 
baik dengan memiliki nilai error yang kecil. Kemudian 
kontroler PID tersebut di implementasikan pada self 
balancing robot dan dilakukan pengujian untuk 
mengetahui bahwa kontroler tersebut mampu mengatasi 
gangguan dari keseimbangan robot agar tetap berdiri 
seimbang. Gangguan yang dimaksudkan disini adalah 
ketika robot sudah berdiri seimbang maka diberikan 
sedikit dorongan kepada body robot dan apakah robot 
masih dapat berdiri seimbang akan ditunjukkan dari 
grafik respon pada Gambar 15 berikut ini: 
 
Gambar 15. Respon Self Balancing Robot dengan 
Diberikan Gangguan 
 
Gambar 15 menunjukkan respon dari self balancing 
robot ketika deberikan gangguan. Pada pengujian self 
balancing robot ini menggunakan parameter kontroler 
PID dengan nilai Kp = 70, Ki = 466.67 dan Kd = 2.625 
yang telah ditentukan berdasarkan tunning nilai Kcr. 
Ketika self balancing robot diberikan gangguan, 
keseimbangan robot dapat diatasi oleh kontroler PID 
dengan cara menggerakkan motor DC searah dengan 
arah jatuhnya body robot untuk menyeimbangkan robot 
kembali. 
Untuk analisis respon self balancing robot terhadap 
gangguan yang diberikan maka dapat ditunjukkan 
dengan Gambar 16 berikut ini: 
 
Gambar 16. Time Response Gangguan Pertama 
 
Gambar 16 menunjukkan time response menuju 
steady state dari self balancing robot ketika diberikan 
gangguan pertama. Dari respon tersebut maka 
diketahui bahwa awal waktu self balancing robot 
diberikan gangguan sampai respon steady state 
adalah X1 = 412 menunjukkan waktu awal 
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diberikan gangguan, X2 = 559 menunjukkan 
respon steady state. Jadi waktu yang dibutuhkan 
self balancing robot untuk menuju steady state ketika 
diberikan gangguan adalah sebagai berikut ini: 
Time Response = X2 – X1 
= 559 – 412 
= 147 atau 1.47 s 
Jadi waktu yang dibutuhkan self balancing robot 
untuk mengatasi gangguan yang diberikan ketika dalam 
keadaan seimbang sampai menuju steady state adalah 
1.47 s. Kemudian untuk analisis time response 
gangguan kedua pada grafik yang ditunjukkan pada 
Gambar 15 dapat ditunjukkan pada Gambar 17 berikut 
ini: 
 
Gambar 17. Time Response Gangguan Kedua 
 
Berdasarkan grafik yang ditunjukkan pada Gambar 
17 maka diketahui bahwa awal waktu self balancing 
robot diberikan gangguan sampai respon steady state 
adalah X1 = 811 menunjukkan waktu awal diberikan 
gangguan, X2 = 959 menunjukkan respon steady state. 
Jadi waktu yang dibutuhkan self balancing robot untuk 
menuju steady state ketika diberikan gangguan adalah 
sebagai berikut ini: 
Time Response = X2 – X1 
= 959 – 811 
= 148 atau 1.48 s 
Berdasarkan perhitungan time response dari self 
balancing robot ketika diberikan gangguan yang kedua, 
maka waktu yang dibutuhkan self balancing robot dari 
saat diberikan gangguan sampai menuju steady state 
adalah 1.48 s. Menunjukkan bahwa respon dari self 
balancing robot sudah sesuai dari yang diharapkan dan 
mampu mengatasi gangguan yang diberikan karena 
pada saat self balancing robot diberikan gangguan robot 
masih bisa mengatasi gangguan tersebut dengan 
parameter kontroler PID yang telah ditentukan 
sebelumnya. Dengan nilai error yang kecil atau kurang 
dari 1 derajat dan time response menuju steady state 
kurang dari 1.5 s yang berarti self balancing robot masih 
dapat berdiri seimbang meskipun sudah diberikan 
gangguan dengan adanya parameter kontroler PID yang 
telah dibuat. 
PENUTUP 
Simpulan 
Dari hasil pengujian yang dilakukan untuk 
mengimplementasikan kontroler PID pada two wheels 
self balancing robot berbasis Arduino UNO 
menggunakan tunning trial and error nilai Kcr metode 
Ziegler-Nichols dengan nilai konstanta Kp = 70, Ki = 
466.67 dan Kd = 2.625 robot dapat berdiri seimbang 
dengan nilai error yang dihasilkan adalah 0.9693 derajat  
dari tunning nilai Kcr = 116.67 dan time response 
menuju steady state kurang dari 1.5 second. 
Saran 
Dapat menggunakan metode kontrol yang lain, 
seperti logika fuzzy, jaringan saraf tiruan (JST), dll 
dalam melakukuan sitem kontrol pada self balancing 
robot. 
Untuk pengembangan selanjutnya self balancing 
robot dapat dikembangkan untuk melakukan tracking 
menggunakan remote control secara wireless atau dapat 
digunakan untuk aplikasi line follower atau wall 
follower. 
Penambahan sensor encoder pada motor DC agar 
dapat mengetahui posisi self balancing robot saat 
sedang meyeimbangkan diri atau saat tracking. 
 
DAFTAR PUSTAKA 
Bimarta, Rizka, Putra, A. E., & Dharmawan, A. (2015). 
Balancing Robot Menggunakan Metode Kendali 
Proporsional Integral Derivatif. IJEIS-Indonesian 
Journal of Electronics and Instrumentation 
Systems, 5(1), 89-98. 
Bobby, Grace, Susanto, E., & Suratman, F.Y. (2015). 
Implementasi Robot Keseimbangan Beroda Dua 
Berbasis Mikrokontroler. Jurnal Elkomika, 3(2). 
Dorf, R. C., dan H. Bishop, R., (2010). Modern Control 
System Twelfth Edition, Prenctice Hall 
International, United Kingdom. 
Khoswanto, Handry, dkk. (2013). Semi-Autonomous 
Telepresence Robot. Skripsi diterbitkan. Surabaya. 
Universitas Kristen Petra. 
Ogata, K. (1997). Teknik Kontrol Automatik– 
terjemahan: Ir. Edi Laksono. Erlangga: Jakarta. 
Royyan, M. (2015). Implementation of Kalman Filter 
and PID Controller for Inverted Pendulum Robot. 
Telkom University. 
Setyawan, L. B., Susilo, D., & Irawan, D. (2014). 
Sistem Kendali Gerak Segway Berbasis 
Mikrokontroler. Salatiga: Jurnal Ilmiah 
Elektroteknika Vol. 13 No. 1 April 2014 Hal 125 – 
134. 
 
