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1.1. Témaválasztás indoklása 
Egyetemi tanulmányaim során olyan szakirányt választottam, amelyen sok esetben .NET 
keretrendszerben kellett fejlesztenem. A témakör ekkor keltette fel az érdeklődésemet 
és ebből kifolyólag úgy éreztem érdemes lehet még tapasztalatokat szereznem ezen a 
területen. 
Mindig is érdekelt a mesterséges intelligencia és mivel volt alkalmam több játékot 
készíteni tanulmányaim során, úgy döntöttem ennek a két dolognak az ötvözete fogja 
képezni diplomamunkám alapját. 
Ebből adódott egy kétszemélyes játékprogram elkészítésének ötlete, amit bárkivel 
lehet játszani helyileg egy számítógépen, vagy hálózaton Windows operációs rendszeren, 
vagy egy gépi játékos ellen, hogy megmérettessük társasjátékos tudásunkat. 
 
1.2. Megoldandó feladat 
Az elkészítendő játékban legalább egy játékos játszik, de maximum ketten több körön és 
fázison keresztül felváltva. A feladat megverni az ellenfelet a Malom [3] vagy angolul a 
Nine Men’s Morris[3] játékszabályai szerint. 
A játék működtetéséhez szükség van egy olyan grafikus felületre Windows 
operációs rendszeren, amely biztosítja a felhasználó számára a játék szabályszerű 
használatát, léptetését. A hálózati játékhoz szükség van a kliens és szerver szinkronizált 
kommunikációjához, ehhez a felhasználónak képesnek kell lennie megjelölni a saját 
játékprogramját szervernek, illetve kliensnek. 
A megjelölés után a szervernek várakoznia kell a kliensre, hogy csatlakozzon. A 
sikeres csatlakozás után a játékosoknak tudnia kell felváltva lépegetniük. 
Ahhoz, hogy a felhasználó összemérhesse tudását a gépi játékos ellen, a 
játékprogramnak implementálnia kell egy lépéstervezőt, amely előállítja a lehetséges 
lépéseket a felhasználói felületen kiválasztott mesterséges intelligencia 
algoritmusoknak, amely lehet Minimax [1], illetve Minimax Alfa-Béta [2] vágással, 
melyek a 3. fejezetben lesznek tárgyalva. 
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2. Felhasználói dokumentáció 
2.1. Játékprogram futtatása 
2.1.1. Hardver és környezeti követelmények 
A program C# programozási nyelven készült és Windows 10 környezeten lett futtatva a 
fejlesztés és tesztelés alatt 
Ajánlott környezet 
A program az alább ismertetett környezetben lett fejlesztve, így ez az ajánlott 
konfiguráció. Természetesen a minimum követelmények ennél alacsonyabbak is 
lehetnek. 
• Hardver 
– Processzor Intel Core i5-7200U CPU @ 2.50 Ghz 
– Memória 4 GiB 
– Háttértár 4 GiB 
• Szoftver 
– Operációs rendszer Windows 10 Enterprise N 64-bit 
– .NET keretrendszer 4.5.2 
2.1.2. Telepítés és futtatás 
A célszámítógépen válasszunk egy nekünk megfelelő könyvtárat, és másoljuk ide a lemez 
tartalmát. A szoftver futtatásához kattintsunk kétszer a Malom.exe fájlra. 
2.2. Az alkalmazás fejlesztéséhez szükséges környezet 
Az alkalmazás a Visual Studio 2015 IDE segítségével készült. Ez a fejlesztői környezet 
elérhető Windows platformon, használata mellőzhető - ugyanakkor erősen ajánlott, 
mert jelentős mértékben felgyorsítja az asztali alkalmazások fejlesztését. A fejlesztéshez 
használt és ajánlott környezet: 
• Hardver 
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– Processzor Intel Core i5-7200U CPU @ 2.50 Ghz 
– Memória 4 GiB 
– Háttértár 256 GiB 
• Szoftver 
– Operációs rendszer Windows 10 Enterprise N 64-bit 
– IDE Visual Studio 2015 
– .NET 4.5.2 keretrendszer 
– git 2.17.0.windows.1 
2.2.1. A környezet telepítése és a projekt megnyitása 
Töltsük le a megfelelő 2015-ös verziójú vagy annál újabb fejlesztői környezetet (Visual 
Studio) a https://visualstudio.microsoft.com/vs/older-downloads oldalról. Kattintsuk kétszer 
a letöltött .exe állományra, majd lépegessünk végig a telepítési folyamaton. 
A környezet telepítése után indítsuk el a szoftvert. A menüsávból válasszuk ki a File 
> Open > Project/Solution funkciót és válasszuk ki a projektünk .sln kiterjesztésű 
állományát. Győződjünk meg róla, hogy a .NET 4.5.2 keretrendszer verziója a 
rendelkezésünkre áll. 
2.2.2. A teszteléshez szükséges eszközök 
Az alkalmazást csak Windows operációs rendszeren tesztelhetjük manuálisan. 
 
2.3. Az alkalmazás használata 
2.3.1. Az alkalmazás indítása 
Az alkalmazás indulásakor rögtön a főképernyőre kerülünk, ahol minden számunka 
szükséges vezérlő elemet megtalálunk. 
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1. ábra. Főoldal egy üres pályával 
2.3.2. Főoldal 
Amint beléptünk, megtekinthetjük a játékpályát, ahol azonnal el is kezdhetünk játszani 
felváltva, vagy a menüsávból kiválaszthatjuk, mit szeretnénk csinálni. A menüsáv alatt 
egy értesítő mező található, ahova információkat kapunk a játék fázisokról, esetleges 
program hibákról, játékszabályokról. 
 
2.3.3. Új játék 
A Fájl > Új játékot választva a program alaphelyzetbe állítja a játék állapotát, letisztítja a 




A Fájl > Mentés gomb megnyomásakor az alábbi fájl böngésző ablakot látjuk, ahol 
megadhatjuk a fájl mentési helyét, kiterjesztését, ami nincs hatással a fájl tartalmára. 
 
 
2. ábra. Mentés ablak. 
2.3.5. Betöltés 
A Fájl > Betöltés gomb megnyomásakor az alábbi fájl böngésző ablakot látjuk, ahonnan 
kiválaszthatjuk a betöltendő, előzőleg elmentett játékállapotunkat. Miután 
kiválasztottuk a fájlunkat, a megnyitás gomb után az elmentett játék állapota betöltődik. 
10 
 
3. ábra. Betöltés ablak. 
2.3.6. MI lépés (Mesterséges Intelligencia lépés) 
Az MI lépés gombbal vezérelhetjük a Mesterséges Intelligenciának minden lépését. 
Léptethetjük bármely játékos javára, így akár helyettünk is dönthet a játék bármely 
szakaszában. Ezzel a léptetős módszerrel akár egymás ellen is versenyeztethetjük őket. 
Ahhoz, hogy működjön az algoritmusunk, léptetésünk előbb ki kell választanunk az 
Opciók > MI beállítások menüpontban lévő ComboBox-okból, vagy kombinált listákból, 
azt, hogy melyik algoritmus működjön az adott játékosnál. A gépi játékosnak minden 
lépését nekünk kell előidézni az MI lépés gombra kattintással. 
 
2.3.7. Kék játékos algoritmusa 
 Ahhoz, hogy a kék játékos javára tudjuk léptetni a mesterséges intelligenciát, szükséges 
az Opciók > MI beállítások menüpont alatt a “Kék algoritmus” címke mellett lévő 
ComboBox-ból, vagy kombinált listából kiválasztani azt az algoritmust, amelyiket 




4. ábra. Kék algoritmus kiválasztása. 
2.3.8. Piros játékos algoritmusa 
 Ahhoz, hogy a piros játékos javára tudjuk léptetni a mesterséges intelligenciát, szükséges 
az Opciók > MI beállítások menüpont alatt a “Piros algoritmus” címke mellett lévő 
ComboBox-ból, vagy kombinált listából kiválasztani azt az algoritmust, amelyiket 
szeretnénk, hogy használjon a gépi játékos. 
 
 
5. ábra. Piros algoritmus kiválasztása. 
2.3.9. Hálózati játék 
Ahhoz, hogy tudjunk hálózaton játszani, ki kell választanunk a Hálózati beállítások 





6. ábra. Hálózati játék 
Ahhoz, hogy elindíthassunk egy hálózati játékot, előbb el kell döntenünk melyik fél lesz 
a szerver, illetve a kliens. Előbb a szerver oldalnak kell elindítania magát, azzal, hogy 
kijelöli a szerver szerepet a fent látható módon és beírja a végpont IP címét, majd az 
indítás gombra kattint. 
Ezt követően tud a kliens csatlakozni a szerverhez, és indulhat is a játék. A lépegetést a 
kliens oldal kezdi kék játékosként. A kapcsolat bontása a megállítás gombbal történik, 
ami után használhatjuk a játékot ugyanúgy. Új kapcsolat létesítéséhez, előbb kattintsunk 
a megállítás gombra, majd válasszuk ki a szerepeket ismét és indítsuk el a hálózati 
játékot.  Abban az esetben, ha véget ért a játék, a hálózaton ugyanezt kell tennünk 
miután letisztítottuk a pályát az Új játék menüpont megnyomásával. 
 
2.3.10. A játék folyamata 
Abban az esetben, ha végeztünk a beállításokkal (pl: hálózat, vagy algoritmusok 
kiválasztása), elkezdhetünk a Malom játék szabályai szerint lépegetni.  
Kezdetben a felrakosgatási fázisban vagyunk, ahol mindkét félnek 9-9 bábut fel kell 
helyeznie a táblára egy-egy üres mezőre bal egérgomb kattintással. A szabályok szerint 
itt nem rakhatunk bábut a sajátunkra vagy az ellenfél bábujára, csakis üres mezőre. 
Abban az esetben, ha 3 bábut sikerül kiraknunk egy összekötött oszlopban vagy sorban, 
levehetünk egy ellenséges bábut a tábláról. Ezt hívják Malomnak. 
Amint végeztünk az első fázissal, átlépünk a mozgatási fázisba, ahol a már előzőleg 
felrakott bábukat kell mozgatnunk. Mozgatáshoz kattintsunk rá egy bábura bal 
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egérgombbal, majd egy üres, fekete mezőre bal egérgombbal. Csak olyan bábuval 
léphetünk amelynek közvetlen összekötött környezetében van üres mező, lépésre 
kijelölni is csak ezt a bábut tudjuk. Miután háromra csökkentettük az ellenfelünk 
bábuinak számát, azzal, hogy sok Malmot raktunk ki, a 3 bábuval rendelkező játékos 
átlép a repülő fázisba, amikor is a maradék 3 bábuját korlátozás nélkül mozgathatja 
üres mezőkre. 
Abban az esetben, ha sikerül 3 alá csökkentenünk ellenfelünk bábuinak számát, a 
játszmát megnyertük. Ekkor a pálya deaktiválódik és Új játék gombbal kezdhetünk csak 
újabb menetet. 
 
7. ábra: A pálya egy állapota, jobb alsó sarokban egy kijelöléssel, bal oldalon egy 
piros malommal 
2.3.11. Lépés súgó 
Ahhoz, hogy igénybe vegyük a számítógép segítségét, lépés előtt navigáljunk az Infók > 
Lépés súgó menüpontra és kattintsunk rá. Ekkor a játék egy animációval megmutatja, 
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3. Fejlesztői dokumentáció 
3.1. A játékprogram 
3.1.1. Specifikáció 
A játék üzemeltetéséhez az alábbi feladatokat és technológiákat kell implementálnia a 
szoftvernek. 
• Model-View-ViewModel (MVVM) architektúra [5]. 
• Windows Presentation Foundation [5] (WPF) használata, amely kihasználja az 
MVVM architektúrát és vektoros alapú grafikus felületet nyújt. 
• Esemény vezérelt működés. 
• A nézet függetlenítése a vezérléstől, modelltől. 
• Hálózati kommunikáció TCP-n keresztül. 
• Ne omoljon össze, hiba esetén nyújtson tájékoztatást. 
• Olyan mesterséges intelligencia algoritmusok használata, amelyeket zéró összegű 
játékoknál[4] szokás alkalmazni. A zéró összegű játékokat később tárgyaljuk. 
• Olyan osztály implementálása, amely előállítja az összes lehetséges lépést az adott 
állapotból, az MI algoritmusok számára. 
• Lehetőség a játék elmentésére és betöltésére. 
• Nézetmodellek implementálják az INotifyPropertyChanged interface-t, hogy a 
változtatások a nézeten is tükröződjenek. 
3.1.2. Felhasználói felület 
A felhasználói felülettel kapcsolatos elvárások: 
• Vektoros grafikai elemek megjelenítése a pálya és a korongok kirajzolásához. 
• Azonnali játékkezdési lehetőség, amint a program elindul. 
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• Könnyü, gyors vezérlés. 
• Tájékoztatási sáv a játék állapotáról. 
3.2. A szoftver felépítése 
3.2.1. Szoftver struktúra 
 
8. ábra: MVVM architektúra 
 
A szoftver MVVM architektúrában készült, lásd 8. ábra. A program logikája, vezérlői a 
Model csomagban találhatóak. A nézet logikájáért a ViewModel csomag felelős, a játék 
mentéséért a Persistence csomag, míg a nézetért a View csomag. A programcsomag 
gyökerében található App osztály oldja meg a függőségek feloldását Dependency 
Injection-nel, azaz a függőségek befecskendezésével. 
 
9. ábra. Csomagdiagram 
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3.2.2. Az alkalmazás belépési pontja: az App osztály 
Programunk belépési pontja az App osztály konstruktora, amely az Application 
osztályból származik le. Itt jönnek létre a fentebb ábrázolt programcsomagok osztályai 
és történnek meg a dependenciák befecskendezései. Továbbá ebben az osztályban 
kezeljük le a nézetet érintő változások eseményeit. 
 
3.2.3. Az alkalmazás nézetei 
Az eXtensible Application Markup Language (XAML) olyan XML alapú deklaratív nyelv, 
mely biztosítja a grafikus felület teljes leírását. A View csomagban ilyen kiterjesztésű 
fájlokban találjuk nézeteinket, nevezetesen MainWindow.xaml-ben, 
NetworkWindow.xaml-ben, AIWindow.xaml-ben, illetve a RulesWindow.xaml-ben. A 
WPF lehetővé teszi, hogy egy adott objektum tulajdonságait más objektumon keresztül 
definiáljuk és úgy szabjunk rá értéket, hogy az környezettől függően változzon. Ezt a 
funkciót szolgálják ki a nézetek mögött lévő ViewModel csomagban lévő osztályok, 
melyek különböző logikákat társítanak a nézeteinkhez. 
 
10. ábra: Nézetmodellek 
 
MainWindow és MalomViewModel:  
A MainWindow nézet felelős a program elindulásakor elénk táruló ablakért, ahol a 
menüsávot és a vektor grafikusan kirajzolt pályát látjuk. E nézet mögött található a 
MalomViewModel osztály, ami eseménykezelőket társít a gombjainkhoz, létrehozza 
megfelelő koordinátákkal az Ellipse objektumainkat, amik egy-egy korongot jelentenek, 
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létrehozza a pályát alkotó Line objektumokat, amik az összekötő vonalakat jelentik. Kiírja 
a Modelből érkező üzeneteket az információ sávba. Eltárolja a felületen kiválasztott MI 
algoritmusokat az Algorithm osztály segítségével. A játék léptetésével a Modelből 
érkező események hatására a pálya minden lépésnél újra kirajzolódik a 
MalomViewModelben tárolt Ellipse, illetve Line gyűjtemények segítségével. A WPF 
lehetőséget teremt arra, hogy a XAML fájljainkban adatkötést végezzünk ezekre a 
gyűjteményekre, így amikor változás éri ezeket az objektumokat (pl: korong felrakás, 
mozgatás, kijelölés), a nézet értesül ezekről és frissíti a képernyőt az XAML-ben 
megadott módon. 
 
NetworkWindow és NetworkViewModel  
Hálózati játék beállításaiért felelős nézet a NetworkWindow. Itt jelölhetjük ki, hogy 
szerver vagy kliens szeretnénk lenni és itt állítjuk be a másik végpont IP címét. A 
NetworkViewModel tárolja le ezeket a beállított értékeket, amelyeket eljuttat a 
NetworkManager osztálynak a Model csomagban. 
AIWindow 
Ebben az ablakban állíthatjuk be az MI algoritmusainkat, amelyeket a MalomViewModel 
nézetmodell tárol el és továbbít a MalomModel-nek. 
RulesWindow 
A játékszabályokat megjelenítő ablak. 
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3.2.4. Model csomagban lévő osztályok 
 




Modelből érkező üzenetek átviteléért felelős esemény osztály. Egy bool értékbe be lehet 
állítani, hogy csak az értesítő sávba jelenjen meg az üzenet vagy felugró ablakban is. 
 
12. ábra: A FormMessage osztály 
GameStateNode: 
Ez egy olyan osztály, ami eltárolja a játékunk egy állapotát, abban az esetben, ha 
mesterséges intelligenciát használunk léptetésre. Amint az osztály neve is mutatja, ez az 
osztály Node-ot képez a StepPlanner osztály által rekurzívan létrehozott fában, így 
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szükségszerűen el kell tárolnia a gyermekeit is. Különböző metódusokat is tartalmaz, 
amelyek bizonyos játékszabályokat ellenőriznek, mint például, hogy tud-e mozogni egy 
korong. Az osztály eltárol egy Move objektumot is, amely az adott állapotban meglépett 
mozgást tartalmazza. Ezt a mozgást a MalomModel fogja felhasználni ahhoz, hogy 
szimulálja a StepPlanner által elvégzett lépéseket. A heurisztikus értékét az adott 
állapotnak a GameStateNode a valueOfState változóban tárolja. 
 
13. ábra: A GameStateNode osztály. 
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Fontosabb metódusai: 
 SetStateVariables():  
A paraméterben kapott változókat beállítja saját maga számára. Ezzel a 
metódussal állíthatóak a játék fázisai és különböző állapot mutatói. 
 EvaluateState(): 
Ez a függvény tartalmazza az MI heurisztikáját. Itt ellenőrizzük a játék állapotát 
és adunk vissza egy értéket attól függően, hogy az adott játékosnak az kedvező 
állás-e vagy sem. 
 CalculateVerticalMillPoints() 
Megkeresi az összes vertikális malmot az adott játékosnak, amivel rendelkezik és 
ennek alapján módosítja a valueOfState változót. 
 CalculateVerticalAlmostMillPoints(): 
Megkeresi az összes vertikális “majdnem” malmot az adott játékosnak, amivel 
rendelkezik és ennek alapján módosítja a valueOfState változót. Ezt úgy kell 
érteni, hogy keres két  korongot egy adott oszlopban, majd megnézi, hogy a 3. 
pozíción ki áll. Ha ez a pozíció még üres, abban az esetben megnézi, hogy 
mellette van-e olyan korong ami az adott játékosé. Ha igen, ad pontot, ha nem 
akkor nem ad. Ez a felállás azt jelenti, hogy a következő lépésben malmot fog 
tudni adni a játékos. 
 CheckMillHorizontalForNode(): 
Megnézi egy adott korongról a játéktéren, hogy malomban áll-e. Ennek 
megfelelően ad pontot az adott játékosnak. 
 CheckingForAlmotHorizontalMillForNode(): 
Megkeres egy “majdnem” horizontális malmot az adott pontban. Ezt úgy kell 
érteni, hogy keres két korongot egy adott sorban, majd megnézi, hogy a 3. 
pozíción ki áll. Ha ez a pozíció még üres, abban az esetben megnézi, hogy 
mellette van-e olyan korong ami az adott játékosé. Ha igen, ad pontot. Ez a 
felállás azt jelenti, hogy a következő lépésben malmot fog tudni adni a játékos. 
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 CheckDoubleDisk() 
Ellenőrzi, hogy az adott játékosnak van-e egy sorban vagy oszlopban két korongja 
és ennek alapján változtatja a valueOfState változót. 
 CheckForBlockedHorizontalMill() 
Ellenőrzi, hogy blokkolunk-e egy ellenséges horizontális malmot és ennek alapján 
változtatja a valueOfState változót. 
 CheckForBlockedVerticalMill() 
Ellenőrzi, hogy blokkolunk-e egy ellenséges vertikális malmot és ennek alapján 
változtatja a valueOfState változót. 
 CheckDoubleMill() 
Ellenőrzi minden pontra, hogy dupla malomban áll-e az adott játékoshoz és 
ennek alapján változtatja a valueOfState változót. 
 
NetworkManager: 
Hálózaton történő játék adatküldéséért, adat fogadásáért és a kapcsolat létesítéséért 
felelős osztály. Abban az esetben, ha új kapcsolatot létesítünk a NetworkManagerből új 
példány jön létre. 
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14. ábra: A NetworkManager osztály. 
Főbb metódusai: 
 WaitForConnection(): 
Szerver szerep esetén a MalomModel-ben StartNetwork() függvény 
meghívásakor ez a metódus fut le, ami várakozik a bejövő TCP kapcsolatra. A 
másik fél Connect() függvénnyel tud csatlakozni. 
 SendData(): 
Elküldi a lépés során létrehozott Move egy példányának adattagjait a másik 
végpontnak. Ez a metódus szinkronizáltan működik a GetData() metódussal. 
Megvárják egymás válaszait a lépések küldése közben. A változók byte-onként 
érkeznek meg és konvertálódnak vissza a MalomModel-nek és a Move-nak 
megfelelő formátumokra. 
 GetData(): 
Fogadja a másik végpont által küldött adatokat, amelyet SendData() függvénnyel 
küldtek el. Fentebb említett módon működik. 
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MalomModel: 
Ez az osztály adja az alkalmazás szívét. A játék mindenkori állapotát tartalmazza, 
példányosítja a NetworkManager, StepPlanner, TextFilePersistence, Move osztályokat 
és vezérli majdnem az összes folyamat logikáját, ami a főablakban történik. 
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Attól függően, hogy a programunk szervernek vagy kliensnek lett megjelölve, 
más dolgokat csinál. Ha szervernek jelöltük magunkat, akkor várakozik a bejövő 
kapcsolatra, ha kliensnek akkor pedig csatlakozás történik. Ezeket a funkciókat a 
NetworkManagerből hívja meg és a NetworkWindow nézeten az Indítás gomb 
hatására hívódik meg. 
 StepHelper(): 
Az Alfa-Béta algoritmust felhasználva megmutatja a következő optimális lépést 
a játékos számára, majd a pályát az animáció előtti állapotba állítja vissza. 
 StopNetwork():  
Megszakítja a kapcsolatot. 
 CheckMalom(): 
Ellenőrzi, hogy az adott korong a jelenlegi játékosnak malomban áll-e. 
 StepAI(): 
A főablakban az MI lépés gomb hatására hívódik meg. Ez a függvény létrehoz egy 
másolatot a jelenlegi játék állapotról és átadja egy GameStateNode-nak. Ez a 
GameStateNode lesz a gyökere a StepPlannerben rekurzívan létrehozott játék 
állapot fának. Amint átadta a GameStateNode-ot a StepPlannernek, meghívja 
annak Step() függvényét, ami legenerál egy MI lépést és elmenti egy publikus 
GameStateNode-ba, amit lekér a MalomModel. Miután lekérte, beállítja saját 
állapotának. 
 ValidateBeforeAIStep(): 
Mielőtt lépnénk az algoritmussal, validálni kell néhány dolgot, hogy ne okozzunk 
összeakadást az algoritmussal. Megnézzük, hogy a játéknak vége van-e, aktív-e a 
játék pálya, van-e kiválasztva algoritmus az adott játékosnak, van-e kiválasztva 
éppen korongunk, olyan fázisban vagyunk-e, hogy éppen bábut kell levennünk. 
Ezekben az esetekben nem történhet MI lépés. 
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 StepGame(): 
Menedzseli a játékfázisokat, szabályosan lépteti a játékot, játékszabályhoz 
igazítja a hálózaton történő lépéseket, meghívja a pálya frissítés eseményét. 
Akkor hívódik meg amikor a pályán egy korongra kattintunk és megkapja annak 
koordinátáját. 
 CreateGameStateForSend(): 
Létrehoz egy int[] tömböt a játék állapotából, amelyet aztán a NetworkManager 
hasznosít majd adatküldésnél. 
 SaveGame() 
Átadja a saját állapotát a perzisztenciának amely aztán elmenti a játékot. 
 LoadGame(): 
Betölti a perzisztenciából vagy hálózatról érkező játék állapotot, majd frissíti a 
pályát.  
 GameWon(): 
Ellenőrzi azt, hogy a játék véget ért-e. Játék vége feltételei: nincs mozgatható 
bábu, illetve 3 alá csökkennek a bábuink száma. 
 NewGame(): 
Alaphelyzetbe állítja a játék állapotát és frissíti a pályát. 
 PlayAnimation() 
Paraméterül kapott mozgás információk alapján “lejátsza” az elmentett mozgást, 
ami tulajdonképpen annyit takar, hogy megvillogtatja azokat a korongokat, 
amelyeken a hálózaton játszó ellenfél vagy a gépi játékos műveleteket hajtott 
végre. 
Point: 
A játékmezőn lévő korongokat reprezentáló osztály. Egy példánya tartalmazza a 
szomszédos korongok koordinátáit, a saját sorát és oszlopát, továbbá azt, hogy milyen 
játékos található rajta. A MalomModel ebből az osztályból tárol magában 24 példányt 
ami a játékmezőt reprezentálja. 
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16. ábra: A Point osztály. 
 
17. ábra: Korongok koordinátái a Point[] adatstruktúrában. 
StepPlanner: 
A malom játék összes lehetséges lépését előállító osztály. Ez adja az alapot ahhoz, hogy 
tudjunk olyan algoritmusokat használni, melyeket zéró összegű játékoknál [4] szokás 
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alkalmazni. Zéró összegű játékok [4] esetében a játékosok csak úgy szerezhetnek előnyt, 
hogy az ellenfelük valamilyen kárt szenved. Mindkét fél számára megtalálható az 
optimális stratégia. Miután rányomtunk az MI lépés gombra, ez az osztály megkapja a 
jelenlegi játék állapotot és annak megfelelően 3 mélységben rekurzívan előállítja a 
játékállapot fát. A fát előállító függvény paraméterezhető a mélységgel, azonban ennek 
variálása felfelé nem ajánlott, mivel exponenciálisan növekedik a számításigény a sok 
lehetőség előállítása miatt. A StepPlanner a megfelelő lépés kiválasztásához Minimax 
illetve Minimax Alfa-Béta vágással algoritmusokat használ, amelyeket később tárgyalunk 
bővebben. 
 





Létrehozza a játékfát és meghívja rajta a Minimax vagy Alfa-Béta algoritmusokat 
annak függvényében, hogy mit választottunk ki a felhasználói felületen. Ennek 
eredményeként elmenti a kiválasztott lépés egy állapotát a SelectedNode 
változójába az osztálynak, majd kiszolgáltatja azt a MalomModelnek, amelyet 
aztán a saját állapotára állít. Abban az esetben, ha a játékfában azonos értékkel 
jönnek fel lehetőségek, ami kezdetben a leggyakoribb, mivel nagyon sok azonos 
értékű lépés állhat elő (pl: még üres a pálya, nincsenek malmok), akkor 
véletlenszerűen választ ezek közül a program, ha nem így tennénk akkor 
kezdetben mindig ugyanazokat a lépéseket tenné meg az algoritmus, hiszen a 
pálya felderítését minden esetben a bal felső sarokból kezdi. 
 CreateTree(): 
A játékfát rekurzívan előállító függvény. Paraméterei a jelenlegi játékállapot egy 
GameStateNode formájában, azaz a fa gyökere és a fa mélysége egy integer 
formájában, azonban ennek növelése nem ajánlott, mivel nagyon 
számításigényes, ezért a felhasználói felületen sem állítható. A program fixen 3 
mélységgel dolgozik, ami megközelítőleg legrosszabb esetben (24 x 23 x 22) 
játékállapot előállítást jelent. Az tényezők értéke azért csökken, mert ahogy 
egyre jobban haladunk lefele a fában, úgy fogynak a lépések számai is az első 
fázisban. 
 CreateChildrenForNode(): 
Előállítja az összes lehetséges szabályos lépést a paraméterben kapott 
GameStateNode-ból és beállítja annak gyerekeinek őket. Ahol két lépés állna elő, 
például kirakunk egy malmot és leveszünk egy bábut, azt a függvény egy 
lépésnek kezeli. Tehát a visszaadott játék állapot már azt tartalmazza, hogy 
kirakott egy malmot és le is vett egy bábut. Ennek működése hasonló a 
MalomModel-ben található StepGame() függvényhez, azzal a különbséggel, hogy 
ott ez a két folyamat (malom, levétel vagy kijelölés, lépés) különválik és két 
lépésben történik. Ez a függvény a megtett lépéseket egy Move változóba is 
elmenti, azért hogy a MalomModel ennek alapján szimulálhassa a lépéseket. 
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 Minimax(): 
A Minimax algoritmusát felhasználva, kiértékeli majd felbuborékozza a 
levelekben található értékeket az első szintre a fában, majd a Step() függvény a 
legnagyobb értékek közül véletlenszerűen választ egyet. Ebből kifolyólag az 
éppen következő játékosnak a legoptimálisabb lépések egyikét fogja kiválasztani, 
de természetesen nem biztos, hogy a legkedvezőbbet. 
 AlphaBeta(): 
Hasonlóan működik mint a Minimax, azzal a különbséggel, hogy a lehetséges 
nem kívánatos részeket a fában az adott játékos javára nem járja be, ezzel 
“levágva” azt a részt a fáról, csökkentve a számításigényt, növelve a gyorsaságot. 
 
19. ábra: A Move osztály. 
3.2.5. Felhasznált algoritmusok, elméletek 
A játékfa: 
 
Ahhoz, hogy lehetőségünk legyen a döntéselméletekben, játékelméletben, 
statisztikában alkalmazott Minimax elvet használni, elő kell állítanunk számára egy 
nekünk kedvező méretű játékfát. Ezt úgy kell érteni, hogy figyelembe kell vennünk a 
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platformunk számítási kapacitását, hiszen a mély fák nagyon megnövelhetik a 
számításigényt, mert exponenciálisan növekednek a lépések számai, ahogy haladunk 
lefele a fában. A játékfa csúcsait a játék egy-egy állapotai jelentik, gyökere pedig az 
aktuális állapot amelyből generáljuk a fát. Belső csúcsainak gyermekeinek száma változó 




20. ábra: Példa egy két állapotú játék játékfájára, levelekben kiszámolt értékekkel 
 
Minimax elv: 
A Minimax elv egy olyan döntési szabály, ami szerint azt a opciót szükséges választanunk 
ami minimalizálja a maximális veszteségünket. Másképp úgy is lehet erre tekinteni, hogy 
minimális nyereség maximalizálása.  
A módszer magába foglalja két játékos egymás után történő lépéseit, természetesen 
összetettebb esetekre is kiterjeszthető. A Minimax elv nem mindig irányít minket 
kedvező megoldáshoz, erre egy nagyon jó példa a fogolydilemma [6]: 
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21. Ábra: Fogoly dilemma kifizetési mátrixa 
Ha mindkét fogoly teljesen önző és céljaik az, hogy minimalizálják saját büntetéseiket, 
akkor vallani fognak mindketten, ami ahhoz vezetk hogy 6-6 évet fognak kapni 
büntetésként, pedig kooperációval sokkal jobban járhattak volna. 
 
22. ábra: A Minimax algoritmusa 
 
A Minimax egy rekurzív algoritmus a következő lépés meghatározására. A játékosok 
száma többnyire kettő. Minden játékálláshoz tartozik egy érték, amit a heurisztikus 




23. ábra: A Minimax működésének ábrázolása 
 
 Az ábrában az aktuális játékos a fehér. Kezdetben az algoritmus kiértékeli a bal alsó 
sarokban a leveleket a heurisztikus függvény segítségével. Amint láthatjuk, a (-1,3) 
értékeknél a fehér lépett utoljára, tehát az aktuális játékos szemszögéből ennek a két 
számnak a maximumát kell választanunk ahhoz, hogy a legoptimálisabb lépést válasszuk. 
Kiválasztjuk a 3-mat, de ezen lépés előtt a fekete játékos lépett, elkezdjük kiértékelni a 
3 szülője másik gyerekét és annak gyerekeit is. Innen felbuborékozik az ötös egy szintre 
a hármassal. Mivel itt a fekete játékos lépett, ezért a számunkra kedvezőtlenebb értéket 
fogja kiválasztani, tehát a hármast. Hasonlóan végigmegyünk a hármas testvércsúcsa 
felé és kiértékeljük a leveleket, majd innen felbuborékozik a -4-es érték. Mivel most 
rajtunk a sor, azaz a fehér játékoson, ismét maximumot választunk, tehát nekünk a 
legkedvezőbbet, ami a hármas érték. A StepPlanner osztályunk Step metódusa itt a 3-
mas értékű gyökérből induló gyermeket fogja választani a MalomModel állapotának. 
 
Alfa-Béta vágás: 
Az Alfa-Béta vágás esetében egy olyan játékelméleti keresési algoritmusról beszélünk, 
amelynek segítségével csökkenthető a játékfában szereplő kiértékelendő játékállapotok 
száma a Minimax algoritmushoz képest. Az algoritmus lényege az, hogy ha a játékfában 
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az éppen vizsgált lépésünkre az ellenfél olyan ellenlépést kreálna ami számára nagyon 
jó, akkor ezt a lépést amúgy sem választanánk, mert már korábbról van jobb 
választásunk, akkor az erre a lépésre az ellenfél által adható többi lépést nem vizsgáljuk. 
Egyszerűen: Ha túl jót lépne az ellenfél akkor úgysem fogjuk meglépni azt a lépést ami 
neki ezt lehetővé tenné.  
A Minimax ezen optimalizálása nem változtatja meg a kapott végeredményt. 
 
24. ábra: Az Alfa-Béta vágás algoritmusa. 
 
Az algoritmus a játékfa bejárása közben két számot tart karban, az alfát és a bétát, ahol 
az alfa azt a minimum értéket jelenti, amit az úgynevezett maximalizáló játékos már 
megszerzett magának, a beta pedig azt a maximum értéket amit a minimalizáló játékos 
szerzett meg. Ezeknek az értékei kezdetben mínusz végtelen és plusz végtelen, és fa 





25. ábra: Az Alfa-Béta vágás szemléltetése. 
 
Vegyük példának a 25. ábrát! A bal alsó sarokból indulva elkezdjük a két levelet 
kiértékelni -1 és 3-ra. Mivel a mi lépésünk következik ezért a maximumot vagyis a 3-mat 
választjuk. Elkezdjük kiértékelni a szomszédos leveleket is, itt látunk egy 5-öst, az 
algoritmus szerint ennek szülőjét megjelölhetjük, úgy mint nagyobb egyenlő 5. Mivel a 
fehér szinten 3 és nagyob egyenlő 5 áll és tudjuk, hogy a fekete játékos következik, aki a 
nekünk legkedvezőtlenebbet fogja választani, ezért a minimumot fogja választani, tehát 
a 3-ast, így nincs értelme a nagyobb egyenlő 5 gyerekei között tovább kutakodni, hiszen 
mindenképpen a 3-ast fogja választani az algoritmus. 
 
3.3. A szoftver tesztelése 
3.3.1. A játékmenet manuális tesztelése 
A tesztelések nagy része manuálisan történt a következők szerint. 
Bábu felrakás ellenfélre: A felrakosgatási fázisban, ha szeretnénk a saját bábunkat az 
ellenfelére rakni. 
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 Eredmény Az alkalmazás felugró ablakkal közli, hogy a művelet nem teljesíthető. 
Bábu felrakás saját korongra: A felrakosgatási fázisban, ha szeretnénk saját bábunkat a 
sajátunkra rakni. 
 Eredmény Az alkalmazás felugró ablakkal közli, hogy a művelet nem teljesíthető. 
Ellenfél kijelölés:  Saját körünkben, ha szeretnénk lépegető fázisban egy ellenséges 
korongot kijelölni mozgatásra. 
 Eredmény Az alkalmazás felugró ablakkal közli, hogy a művelet nem teljesíthető. 
Rossz korong kijelölés: Ha olyan korongot szeretnénk kijelölni mozgatásra, ami nem 
mozgatható. 
 Eredmény Az alkalmazás felugró ablakkal közli, hogy a művelet nem teljesíthető. 
Túl messzi mezőre való lépés:  Olyan üres cellára való lépés, ami nem a korong közvetlen 
környezetében van a lépegető fázisban. 
Eredmény Az alkalmazás felugró ablakkal közli, hogy a művelet nem teljesíthető. 
Rálépés egy saját korongunkra: Lépegető és repülő fázisban megpróbálkozunk rálépni 
egy saját korongra. 
Eredmény Az alkalmazás felugró ablakkal közli, hogy a művelet nem teljesíthető. 
Rálépés egy ellenséges korongra: Lépegető vagy repülő fázisban a korongunkat 
megpróbáljuk ráhelyezni egy ellenséges korongra. 
Eredmény Az alkalmazás felugró ablakkal közli, hogy a művelet nem teljesíthető. 
Hálózaton való játékban az ellenség körében lépés: Megpróbálunk lépni hálózati 
játékban amikor az ellenfél köre van. 
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Eredmény  A pálya leblokkol amikor az ellenfél lép és üzenet sem érkezik ebben az 
esetben a felületre. A lépés nem lehetséges. 
MI lépés, ha nincs kiválasztva algoritmus: Megpróbáljuk akkor léptetni a mesterséges 
intelligencia algoritmusát, amikor nincs kiválasztva az adott játékosnak stratégia. 
Eredmény  Az alkalmazás felugró ablakkal közli, hogy a művelet nem teljesíthető és 
kéri, hogy állitsuk be az aktuális játékosnak az algoritmust. 
3.3.2. A játékmenet egységtesztelése 
Az egységteszt metódusok a következő dolgokat ellenőrzik: 
 StepGame():  
o Kék bábu rárakása egy piros korongra.  Elvárt eredmény: Sikertelen 
o Malom kirakás sikeres-e. Elvárt eredmény: Sikeres 
o Kék malom után sikerül-e levenni saját bábut. Elvárt eredmény: 
Sikertelen 
o Sikerül-e ellenséges bábut levenni malom után. Elvárt eredmény: Sikeres 
o Sikerül-e malomból bábut levenni. Elvárt eredmény: Sikertelen 
o Sikerül-e nem malomból levenni. Elvárt eredmény: Sikeres 
 GameOver(): 
o Játék vége után lehet-e korongot felrakni a pályára. Elvárt eredmény: 
Sikertelen 
 Moving(): 
o Mozgatás sikeres-e. Ahonnan mozgattuk üres-e és ahová mozgattuk 
megfelelő színű-e. Elvárt eredmények: Sikeres, Igaz 
o Sikerül-e nem szomszédos mezőre lépni lépegető fázisban. Elvárt 
eredmény: Sikertelen 
o Nem üres mezőre való lépés. Elvárt eredmény: Sikertelen 
 NewGame(): 
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