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Uporaba industrijskih robotov z vsakim letom narašča, kljub temu pa se tipičen nabor 
nalog, ki jih opravljajo, ne spreminja že več kot 20 let. Učinkoviti so pri ponavljajočih se 
nalogah v serijski proizvodnji, pri zapletenih operacijah pa postanejo stroškovno 
neučinkoviti. Omejuje jih programska in krmilna infrastruktura, ki je vezana na 
proizvajalca, in uporabnika pri uporabi robota omejuje na vnaprej predvidene scenarije. 
Robot Operating System (ROS) je odprtokodni projekt, ki si prizadeva odpraviti to težavo. 
V diplomski nalogi je obravnavan problem integracije industrijskega robota s programskim 
paketom ROS-Industrial. V prvem delu so predstavljeni različni industrijski roboti, 
delovanje in namestitev ROS paketov ter uporaba programskega paketa MoveIt!. V 
drugem delu je opisan postopek namestitve ROS gonilnikov na industrijskem robotu, 
izdelave MoveIt! konfiguracijskega paketa in prikazana izvedba krmiljenja robota z 
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Use of industrial robots is increasing every year. However the set of tasks they perform has 
remained the same for more than 20 years. They efficiently perform repetitive tasks in 
high-volume production, but become cost-ineffective when performing complex 
operations. Their software and control infrastructure are limited by the robot manufacturer 
and only allow for the robot to be used in predefined scenarios. Robot Operating System 
(ROS) is an open source project that seeks to solve these problems. The thesis deals with 
the problem of integrating of an industrial robot with the software package ROS-Industrial. 
The first part describes different types of industrial robots, function and installation of ROS 
packages, and the use of the MoveIt! software package. The second part describes the 
process of installing ROS drivers on an industrial robot, how to make a MoveIt! 
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Seznam uporabljenih simbolov 
Oznaka Enota Pomen 
   
A / homogena transformacijska matrika geometrijskega 
modela robota 
a / enotski vektor koordinatnega sistema prijemala v 
smeri aplikate referenčnega koordinatnega sistema 
ai mm dolžina člena robota 
d0 / vektor 
di mm dolžina člena robota 
H / homogena transformacijska matrika 
i / enotski vektor v smeri abscise 
j / enotski vektor v smeri ordinate 
k / enotski vektor v smeri aplikate 
n / enotski vektor koordinatnega sistema prijemala v 
smeri abscise referenčnega koordinatnega sistema 
p mm vektor, ki povezuje izhodišče koordinatnega sistema 
končnega člena robota z referenčnim koordinatnim 
izhodiščem 
q / kvaternion 
qi / vektor spremenljivk sklepov robota 
r mm poljuben vektor 
s / enotski vektor koordinatnega sistema prijemala v 
smeri ordinate referenčnega koordinatnega sistema 
x mm abscisna koordinata koordinatnega sistema 
y mm ordinatna koordinata koordinatnega sistema 
z mm aplikatna koordinata koordinatnega sistema 
α rad kot za izračun inverzne kinematike 
γ rad kot za izračun inverzne kinematike 
δ rad kot za izračun inverzne kinematike 
ϑ rad spremenljivka kota robotskega sklepa 
   
Indeksi   





   
   
 








Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
AC izmenični tok (ang. Alternating Current) 
API Aplikacijski programski vmesnik (ang. Application programming 
interface) 
BSD Berkeleyjsko razpečevanje programja (ang. Berkeley Software 
Distribution) 
DC enosmerni tok (ang. Direct Current) 
DH Denavit-Hartenberg 
FCL Prilagodljiva knjižnica trkov (ang. Flexible Collision Library) 
GUI Grafični uporabniški vmesnik (ang. Graphical User Interface) 
ISO Mednatodna organizacija za standardizacijo (ang. International 
Standard Organization) 
KS koordinatni sistem 
PS prostostna stopnja 
P2P sistem enak z enakim (ang. Peer-To-Peer)  
ROS Robot Operating System 
SCARA robotska roka za izbirno skladnost (ang. Selective Compliance 
Assembly Robot Arm) 
TCP/IP internetni protokol (ang. Transmission Control Protocol/Internet 
Protocol) 
TP učna enota (ang. Teach Pendant) 
URDF Oblika enotnega opisa robota (ang. Unified Robot Description 
Format) 
USB vsestransko zaporedno vodilo (ang. Universal Serial Bus) 
XML razširljiv označevalni jezik (ang. eXtensible Markup Language) 
2D dve dimenzije 

















Roboti so naprave, ki fascinirajo človeško domišlijo že dolgo časa. Na splošno delujejo 
samodejno ali preko daljinskega nadzora. Želja po njihovi uporabi se je pojavila že, ko so 
bile razvite enostavne naprave. Roboti, kot jih poznamo danes, so bili definirani šele v 20. 
stoletju. Izraz robot je prvič uporabil Karl Čapka leta 1920 v gledališki igri R.U.R. 
(Rossumovi Univerzalni Roboti) za mehanične pomočnike, ki naj bi ljudi razbremenili 
dela. V češčini robota pomeni delo oziroma suženj [1]. 
 
Po koncu druge svetovne vojne je sledil hiter napredek tehnologije [1], ki je omogočala 
razvoj industrijskih robotov. Slednji so postali komercialno dostopni malce več kot 50 let 
nazaj, v zadnjih letih pa so vse bolj razširjeni [2]. 
 
Prvič so se pojavili v avtomobilski industriji [2]. Ta predstavlja največji delež trga 
industrijskih robotov tudi danes. Skozi leta pa se je njihova uporaba hitro razširila tudi v 
drugih panogah industrije. Drugi največji delež trga predstavlja elektronska industrija, ki ji 
sledi kovinska industrija. Dobava števila robotov glede na panogo je predstavljena na sliki. 
V letu 2017 je pet glavnih trgov predstavljalo 73 odstotkov celotnega obsega prodaj 
industrijskih robotov. Kitajska predstavlja daleč največji delež prodaj, celoten obseg 
presega skupni delež ZDA in Evrope. Japonska podjetja predstavljajo glavni delež 
proizvodnje in dobave, medtem ko ima Južna Koreja največ robotov glede na število 
zaposlenih. Četrti največji delež predstavlja ZDA, petega pa Nemčija [2, 3]. 
 
 
Število dobavljenih robotov v industriji je od leta 2012 naprej naraščalo (slika 1.1). Na 
grafu lahko vidimo, da se je med leti 2013 in 2017 število inštaliranih robotov povečalo za 
114 odstotkov. Leta 2017 je bilo zabeleženo rekordno število dobavljenih robotov in sicer 
381000 enot. To je 30 odstotkov več kot prejšnje leto. Od leta 2018 pa do leta 2021 pa se 
ocenjuje konstantna rast števila nameščenih robotov za 14 odstotkov glede na prejšnje leto. 
Tako naj bi bilo leta 2021 nameščenih okoli 630000 novih robotov v industriji po celem 






Slika 1.1: Št. novo nameščenih robotov na leto [3] 
 
Kljub stalni globalni rasti prodaje industrijskih robotov, je nabor nalog, ki jih industrijski 
roboti izvajajo, ostalo enako (slika 1.2). Že več kot 20 let opravljajo podobne naloge: 
varjenje, ravnanje z materialom in barvanje. Razlog za tem je, da so trenutni roboti zelo 
neučinkoviti pri zapletenih opravilih. Rezultat tega so visoki stroški obratovanja, ki ne 
povrnejo cene namestitve in obratovanja procesov. Robot Operating System (ROS) je 
odprtokodni projekt, ki skuša odpraviti probleme zastarele programske opreme robotov in 
omogoča napredno uporabo industrijskih robotov [4]. 
 
 





































































1.1 Ozadje problema 
Roboti so postali nepogrešljivi v avtomatiziranih procesih, kjer robustno in hitro izvajajo 
preproste ponavljajoče naloge [2]. Njihova programska in krmilna infrastruktura pa je 
omejena na vnaprej predvidene scenarije in je vezana na proizvajalca.  
 
Želeli smo izdelati sistem, ki ponuja alternativen način programiranja industrijskega 
robota, s programskim paketom ROS. Naloge, ki jih opravlja, so: 
‐ komunikacija med krmilnikom in osebnim računalnikom, 
‐ priskrbi ogrodje za izdelavo robotskega procesa,  
‐ grafično prikazuje robotske procese, 
‐ omogoča programiranje robotov v pogostih programskih jezikih, 
‐ izvaja robotske procese. 
 
 
Krmilna infrastruktura industrijskih robotov je izdelana za izvajanje vnaprej določene 
naloge, ki niso preveč kompleksne. Jezik programiranja je enostaven in prijazen za  
uporabnike, ki so začetniški programerji. To zadostuje za robustno izvajanje najpogostejših 
nalog v avtomatizaciji. Problem nastane pri kompleksnih procesih, ki jih roboti ne morejo 
učinkovito izvajati. Za to bi potrebovali visokonivojski programski jezik pri krmiljenju 
robotske roke. Da bi to lahko dosegli, smo morali uporabiti programsko opremo ROS, ki 
omogoča krmiljenje robota z uporabo omenjenih programskih jezikov. 
 
Glavna problema uporabe programske opreme, ki ni produkt proizvajalca robota, je 
vzpostavitev povezave med računalnikom in krmilnikom robota ter komunikacija med 
njima. 
 
V zaključnem delu smo se osredotočili na integracijo industrijskega robota s programskim 
paketom ROS, krmiljenje robota preko osebnega računalnika z uporabo visokonivojskega 




Cilj diplomskega dela je sistem, ki: 
‐ je sestavljen iz industrijskega robota Fanuc LR mate 200iD in osebnega računalnika, 
‐ ga nadzorujemo prek ROS, 
‐ omogoča programiranje robota z uporabo programskega jezika Python. 
 
Končni cilj je preizkus delovanja sistema. Komunikacija med krmilnikom robota in 
osebnim računalnikom mora biti zanesljiva, med izvajanjem procesov ne sme biti napak 






2 Teoretične osnove in pregled literature 
2.1 Industrijski roboti 
Industrijski robot je po standardu ISO 8373 [2, 5, 6] definiran kot avtomatsko krmiljen, 
programirljiv, večnamenski robotski manipulator, ki je voden v treh ali več oseh. Lahko je 
pritrjen na mestu ali mobilen za uporabo v aplikacijah industrijske avtomatike. Dodatna 
razlaga pojmov, uporabljenih v definiciji je sledeča: 
‐ programljiv: gibanja ali pomožne funkcije se lahko spreminja brez fizičnih modifikacij, 
‐ večnamenski: zmožen adaptaciji različnim aplikacijam, morda s fizičnimi spremembami, 
‐ os: posamično gibanje enega elementa strukture robota, ki je lahko bodisi rotirajoče bodisi 
linearno. 
 
Poleg teh industrijskih robotov za splošno uporabo, poznamo mnogo industrijskih robotov, ki 
niso opisani s to definicijo. Ti roboti so bili razviti za izvajanje specifične naloge, torej niso 
večnamenski [2]. 
 
Industrijski robot je bil leta 1961 prvič implementiran v tovarni General Motors [1, 2]. 
Uporabili so robota Unimate, ki je prikazan na sliki 2.1. Poganjal ga je hidravlični pogon, ki 
je prvim robotom priskrbel zadostno moč za premogovanje zahtevanih bremen pri opravljanju 
nalog. Implementacija robotov je močno izboljšala avtomatizacijo točkastega varjenja, čeprav 
so imeli omejene zmožnosti. Njihova odzivnost je bila slaba, ponovljivost prav tako ni bila 
najboljša. Brez robotskih tehnikov ne bi delovali pravilno, saj jih je pred začetkom 
proizvodnje bilo potrebno ogreti. 
 
Sledil je hiter napredek tehnologije robotov. Hidravlične pogone so zamenjali elektromotorji, 
ko so postali dovolj zmogljivi. Za cenejši pogon je bila uporabljena pnevmatika, ki pa prav 
tako ni zagotovila visoke ponovljivosti zaradi pomanjkanja nadzora. Hidravlični industrijski 
roboti so se izkazali pri avtomatiziranem lakiranju. Proces sam po sebi ni zahteven, torej 
slabša ponovljivost in kontrola robota nista bila problematična. Uporaba električnih pogonov 
tu ni bila možna zaradi nevarnosti vžiga barve na osnovi topil v lakirnici. 
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Slika 2.1: Robot Unimate [2] 
 
Današnji roboti se močno razlikujejo v zmogljivosti in ceni. Prav tako je bilo razvitih več 
različnih izvedb za zadovoljitev potreb določenih aplikacij. Te različne konfiguracije so bile 
rezultat iznajdljivosti načrtovalcev robotov in tehničnega napredka. Najpomembnejša 
sprememba je bila zamenjava hidravličnih pogonov z električnimi. Ti so s časom postali bolj 
zmogljivi, posledično se je industrijskim robotom povečala nosilnost, prav tako pa so njihove 
operacije postale hitrejše in natančnejše [2]. 
 
 
Sprva  so bili najbolj uporabljeni DC motorji, ki pa so imeli precej slabo nosilnost. To je 
predstavljalo problem pri uporabi robotov za točkasto varjenje zaradi težke varilne opreme. 
Koračni motorji so bili primerni za visoko natančnost, vendar pri majhnih obremenitvah. AC 
servo motorji so zamenjali večino pogonov, ko so postali dostopni. Z njihovim razvojem se je 
izboljšala zmogljivost robotov. Večina današnjih izvedb industrijskih robotov uporablja AC 




Industrijske robote delimo na več različnih konfiguracij [2, 5, 6].  Industrijski robot je tipično 
spojena struktura, ki je možna v različnih konfiguracijah. V industriji so bili definirane najbolj 
pogoste strukture industrijskih robotov kot: 
‐ artikulirani robot 
‐ SCARA 
‐ kartezični robot 
‐ paralelni robot 
‐ cilindrični robot 
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Vsaka struktura ima svoje prednosti in značilnosti. Njihova izvedba je možna s povezovanjem 
številnih rotacijskih in/ali linearnih sklepov.  
 
 
Artikulirani robot ali antropomorfen robot je prikazan na sliki 2.2. To je manipulator, 
sestavljen iz samih rotacijskih prostostnih stopenj (PS) oziroma sklepov. Navadno jih imajo 
šest, obstajajo pa tudi izvedbe sedmih sklepov, za delo v težko dostopnih prostorih. Razširjena 
je tudi uporaba robotov s štirimi PS. Namenjeni so za pakiranje in pobiranje, kjer orientacija 
orodja ni potrebna. To omogoča  manipuliranje s težjim tovorom pri hitrejših pomikih. 
 
 
Slika 2.2: Artikulirani robot [7] 
 
Artikuliran robot je najbolj razširjena izvedba industrijskega robota. Uporablja se v različnih 
področjih industrije kot so varjenje, lakiranje, rezkanje, litje kovin in splošno ravnanje z 
materiali. Tipični dosegi robotov merijo od 0,5 m pa tudi čez 3,5 m, njihova nosilnost pa 
znaša od 3 kg do več kot 1000 kg [2, 5, 6]. 
 
 
Artikulirana robotska roka z izbirno podajnostjo ali SCARA robot (ang. Selective Compliance 
Assembly Robot Arm) je prikazan na sliki 2.3. Razviti so bili za rokovanje z materialom in 
sestavljanje izdelkov. Odlikuje jih visoka hitrost premikanja in visoka ponovljivost gibov. 
Imajo dve rotacijski PS, ki delujeta v isti horizontalni ravnini, in rotacijski sklep, ki omogoča 
premikanje vrha robota pravokotno na ravnino [2, 5, 6].  
 
 
Kartezični robot (slika 2.4) je zasnovan tako, da je gibanje omejeno na tri kartezične 
koordinate, pravokotne med seboj. Robot ima tri translacijske PS, obstaja pa tudi posebna 
izvedba z dodanim rotacijskim sklepom na koncu zadnje linearne osi. Tako konfiguracijo 
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robota je možno sestaviti iz modularnih kompletov, ki zagotavljajo fleksibilnost pri 
načrtovanju naprave za določene zahteve. Dolžina glavne osi robota lahko meri manj kot 1m 
do več deset metrov. To pomeni, da so primerni za delo z zelo težkimi in velikimi objekti [2, 
5, 6]. 
 
Slika 2.3: SCARA robot [2] 
 
 
Slika 2.4: Kartezična konfiguracija robota [2] 
 
Paralelni robot (slika 2.5) je ena izmed novejših konfiguracij industrijskega robota. 
Sestavljeni so iz baze s pogoni, na katere so pritrjene »roke«. Zmožni so hitrih pomikov 
vendar imajo majhno nosilnost. Praviloma se uporabljajo za manipuliranje objektov na 
tekočem traku v kombinaciji s strojnim vidom [2, 6]. 
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Cilindrični robot je zasnovan tako, da PS tvorijo valjni (cilindrični) koordinatni sistem. 
Sestavljen je iz rotirajoče baze, vertikalne osi in na njo pravokotno linearno os. Pogosto se 




Slika 2.5: Paralelni robot [2] 
 
 
2.2 Fanuc izobraževalna celica 
V našem primeru smo za izvedbo zadane naloge izbrali Fanuc izobraževalno celico. Ta je 
primerna za uvajanje in snovanje eksperimentalnih procesov, saj je robotska roka znotraj 
varnostne kletke, ki uporabnika varuje pred manipulatorjem. Sistem je prikazan na sliki 2.6. 
Robot je postavljen na mizi, pod katero se nahajata krmilnik in učna enota (TP). 
 
Varnostna celica ima dimenzije 1,3 m × 0,7 m × 1,8 m. Na vratih sistema je nameščen 
varnostni senzor. V kolikor vrata niso zaprta, robot javi napako. Celoten sistem tehta okoli 
170 kg, postavljen je na bazo s kolesi. Sistem je izdelan s poudarkom na lahkosti in 
prenosljivosti. Odsvetovana je uporaba robota pri stoodstotni hitrosti pomika, saj se lahko 
pojavijo visoki tresljaji celice, ki lahko sprožijo senzor varnostnih vrat. Napajanje sistema 
zagotovimo z enofaznim omrežnim napajanjem 230 V in 16 A [8]. 
 
 




Slika 2.6: Fanuc izobraževalna celica 
 
1) Varnostna kletka 
2) Kamera 
3) Robotska roka Fanuc LR mate 200iD 
4) TP 
5) Robotski krmilnik R-30iD 
 
 Fanuc LR mate 200iD 2.2.1
Fanuc LR mate 200iD (slika 2.7) je artikuliran robot s šestimi rotacijskimi sklepi, po velikosti 
spominja na človeško roko. Robot tehta 25 kg, njegov doseg meri 717 mm, operira lahko z 
bremeni do 4 kg [9].  
 
Delovno območje robota je definirano kot volumen, znotraj katerega robot obratuje. To je po 
navadi prikazano z volumnom, ki ga doseže središče pete osi robota. To pomeni, da lahko 
robot znotraj tega območja postavi orodje pod kater koli kot. Na velikost in obliko delovnega 
območja vplivajo struktura robota, dimenzije členov, tip pogona sklepov in orodje robota [2]. 
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Slika 2.8: Delovno območje robota Fanuc LR mate 200iD [9] 
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 Krmilnik 30-iB in TP 2.2.2
Krmilnik 30-iB, ki je prikazan na sliki 2.9, nadzoruje delovanje robota. Pomembni deli so 
označeni na sliki. 
 
 
Slika 2.9: Krmilnik R-30iB 
1) Glavno stikalo: služi za vklop in izklop sistema. robot se vključi z obratom stikala v 
obratni smeri urinega kazalca. 
2) Napajanje in internetni protokol (TCP/IP) priključek 
3) USB vhod: nemenjen je za prenos programov iz krmilnika na USB in obratno. 
4) Stikalo za izbiro režima dela: podrobneje je prikazan na sliki 2.10. 
5) Gumb Cycle Start: s pritiskom na gumb začnemo izvajanje programa, ki smo ga 
naložili na krmilnik.  





Slika 2.10: Stikalo za izbiro režima dela 
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Stikalo za izbiro režima dela. Skrajno levo je režim dela AUTO. Tu poženemo program preko 
gumba Cycle Start. Ta se izvaja do ročne prekinitve ali napake v sistemu. Na sredini je režim 
T1. Namenjen je za izdelavo novih programov, ker tu lahko spreminjamo hitrost pomikov 
robota. Skrajno desno je režim dela T2. Tu se programi izvajajo pri polni hitrosti pomikov 
robota. Stanja spreminjamo z obratom ključa v želeno lego [8]. 
 
Učna enota (TP) robotskega sistema je prikazana na sliki 2.11. Označeni so pomembni deli, ki 
so spodaj obrazloženi. 
 
 
Slika 2.11: Učna enota (TP) 
1) Glavno stikalo učne enote: namenjen za vklop in izklop TP 
2) Ekran: prikazuje programe in nastavitve sistema. Prikazuje nam tudi stanje procesov 
in napake sistema 
3) Varnostno stikalo: namenjen za izklop v sili 
4) Funkcijske tipke: uporabljamo jih pri izbiranju menijev 
5) Tipka SHIFT: ko premikamo robota ali izvajamo progra, moramo vedno držati 
vklopljeno 
6) Tipke za premikanje robota 
7) Dodatne tipke za kontrolo robota: s temi tipkami lahko spreminjamo različne 
nastavitve. Izbiramo lahko način izvajanja programa (po korakih ali cel naenkrat), 
izbiramo koordinatni sistem robota in spreminjamo hitrost pomikov robota. Tu se 
nahaja tudi tipka STOP, s katero prekinemo delovanje programov. 
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8) Tipke za makroukaze: na njih lahko shranimo različne programe, ki jih izvedemo s 
pritiskom na gumb (npr. Zapiranje in odpiranje prijemala) 
9) Tipke za vnos številk 
10) Tipka RESET: uporabljamo jo v kombinaciji s tipko SHIFT pri vnovični nastavitvi 
sistema po napaki.  
11) Tipka ENTER: tipka za vnos.  
12) Smerne tipke: z njimi navigiramo po menijih in po programski kodi. 
 
 
2.3 Robotski operacijski sistem (ROS) 
ROS je ogrodje za pisanje robotske programske opreme. Je zbirka orodij, knjižnic in 
konvencij, keterih cilj je poenostaviti ustvarjanje kompleksnega in robustnega vedenja 
različnih robotskih platform. ROS je odprtokoden projekt, ki se pogosto uporablja v razvoju 
strežne robotike, vendar se njegova tehnologija lahko uporablja tudi na drugih področjih. 
Zmogljivost sistema, kot sta napredna percepcija in načrtovanje poti, je omogočila razširitev 
na izdelavo robotskih aplikacij, ki so bile predhodno tehnično neizvedljive ali stroškovno 
nedostopne [10, 11]. 
 
 
 Kratka zgodovina 2.3.1
ROS je projekt, ki se je začel zaradi potreb raziskovalne skupnosti robotike po odprtem 
sistemu za programiranje robotov. Leta 2007 so številni projekti na univerzi Stanford 
vključevali prototipe ogrodij robotske programske opreme, med njimi STanford Artificial 
Intelligence Robot in Personal Robotics program. Sledil je razvoj sistema s pomočjo številnih 
raziskovalcev, ki so s svojim časom in strokovnim znanjem prispevali tako k osnovnim 
idejam ROS, kot tudi k temeljnimi programskimi paketi. Celoten projekt je bil razvit pod 
odprtokodno licenco (BSD), platforma pa je postopoma postala široko razširjena v 
raziskovalni robotiki. 
 
Več inštitucij je razvijalo ROS na različnih robotih in brez skupnega skladiščenja podatkov. 
Sprva se je zdelo, da bo to problematično, saj bi bil centraliziran razvoj bolj preprost. 
Sčasoma pa se je ta pristop k razvoju izkazal za zelo uspešnega. Kdor koli si lahko lasti in 
nadzira svoj ROS repozitorij na svojem strežniku in za to ne potrebujejo nobenega dovoljenja. 
Če se lastnik odloči, da bo njihov repozitorij javno viden, si za svoje delo lasti zasluge, hkrati 
pa lahko prejema tehnične povratne informacije in predloge za izboljšave od ostalih 
uporabnikov [11, 12, 13, 14]. 
 
 
 Načela razvoja 2.3.2
ROS sledi Unix-ovi filozofiji razvoja v več ključnih pogledih [11, 12, 15]. Tako je sistem 
intuitiven za uporabo ljudem, ki že imajo izkušnje z delom na Linux sistemih. Glavni vidiki 
razvoja ROS-a so: 
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‐ Omrežje enak z enamik (P2P): sistem je sestavljen iz mnogih programov, ki ves čas med 
seboj izmenjujejo sporočila. Za komunikacijo ni centralnega sistema, torej to poteka 
neposredno med njimi. Tak sistem je bolj kompleksen, vendar se bolje skalira s 
povečanjem toka podatkov. 
‐ Bazira na zbirki orodij: arhitektura sistema je razdeljena na majhne programe, ki izvajajo 
preproste naloge. Skupaj tvorijo zapleten proces, pri katerem lahko individualne programe 
po želji menjamo. 
‐ Podpira več jezikov: različne programske naloge je lažje ali pa bolj učinkovito izvesti z 
uporabo različnih programskih jezikih. ROS podpira izdelavo programskih modulov v več 
različnih programskih jezikih. 
‐ Tanek: ROS dogovori spodbujajo ustvarjalce, da ustvarijo samostojne knjižnice in jih 
ovijejo tako, da si lahko izmenjujejo sporočila z ostalimi ROS moduli. To omogoča 
ponovno uporabo programske opreme zunaj ROS za druge aplikacije. 
‐ Brezplačen in odprtokoden: ROS jedro je izdano pod licenco BSD, ki omogoča 
komercialno in zasebno uporabo. Uporabnik lahko po želji svoje projekte deli z ostalimi ali 
pa jih zadrži zase.  
 
 
 Pomembni pojmi 2.3.3
Za boljše razumevanje delovanja ROS je dobro poznati nekatere ključne koncepte 
programskega ogrodja. Sistem sestavljajo številni neodvisni programi, ki med seboj nenehno 
komunicirajo. 
 
ROS graf ponazarja strukturo delovanja ROS sistema. Za lažje razumevanje ROS arhitekture, 
si lahko predstavljamo zapleten robotski sistem, ki opravlja več nalog. To je lahko 
kompleksen robot, ki ima več kamer, zaznaval, manipulator in bazo s kolesi. Njegova naloga 
je da poišče in dostavi določen predmet na željeno lokacijo. Celotno aplikacijo sistema lahko 
razdelimo na manjše podsisteme (npr. navigacija, strojni vid, prijemanje,...), ki jih lahko 
uporabimo za različne naloge (npr. čiščenje, dostava, varovanje,...). Prav tako pa lahko večino 
podsistemov uporabimo na katerem koli robotu. 
 
Za delovanje ROS sistema je priročna ponazoritev z grafom (ang. graph). Preprost graf 
sistema je prikazan na sliki 2.12. V splošnem prikazuje zbirko programov in sporočil. 
Vozlišča ponazarjajo posamezne programe, puščice, ki jih povezujejo, pa predstavlja njihovo 
komunikacijo. Smer puščice nam ponazarja smer pošiljanja sporočil. 
 
Na ta način lahko ponazorimo kater koli ROS sistem, ne glede na njegovo velikost ali 
kompleksnost. Pravzaprav je ROS graf tako uporaben pri razvijanju programske opreme, da 
razvijalci posamezne programe enostavno poimenujejo vozlišče (ang. node). Tako si tudi 
lažje zapomnimo, da je vsak program del večjega sistema. 
 
Predstavljena arhitektura ima nekaj dobrih lastnosti. Kadar pride do napake posameznega 
programa, celoten sistem nadaljuje z normalnim obratovanjem. Okoliščine, ki so privedle do 
napake, je pogosto možno reproducirati v razhroščevalniku. Zelo dobra lastnost arhitekture je 
tudi zmožnost hitrega prototipiranja zapletenih sistemov. Po želji lahko menjamo tako 
programe, kot celotne podsisteme grafa [11, 14].   
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Roscore je storitev, ki zagotavlja informacije za povezavo vozlišč, da lahko med seboj 
komunicirajo. Vsako vozlišče se ob zagonu poveže z roscore, da registrira podatke o tokovih 
sporočil, ki jih objavi ali prejme. Ko se pojavi novo vozlišče v sistemu, mu roscore pošlje 
informacije, da se lahko direktno poveže v omrežje vozlišč z enako temo sporočil. Vsak 
delujač ROS sistem v ozadju potrebuje roscore. 
 
Kljub temu, da je roscore centralna storitev za povezavo vozlišč sistema, se sporočila med 
programi izmenjujejo P2P. Roscore pri tem le priskrbi potrebne naslove, da se vozlišča 
povežejo med seboj. To pomeni, da je ROS arhitektura križanec med klasičnim sistemom 
odjemalca in strežnik ter  sistemom P2P. 
 
Delovanje komunikacije ROS sistema iz dveh vozlišč je prikazana na sliki 2.12. Vozlišči 
govorec in poslušalec lahko periodično kličeta v roscore. To je ponazorjeno s črtkano črto. 
Medtem ves čas direktno med seboj izmenjujeta sporočila. Vredno je omeniti, da se običajno 
roscore na grafih sistema ne označuje, saj se vedno smatra, da deluje v ozadju [11, 12]. 
 
 
Slika 2.12: Diagram delovanja storitve roscore [11] 
 
Catkin je sistem za izgradnjo ROS sistema in paketov. To je nabor orodij, ki ga ROS 
uporablja za generiranje izvršljivih programov, knjižnic, skript in vmesnikov, ki jih lahko 
uporablja druga koda. Sestavljen je iz določenih CMake makrov in python skript, ki 
običajnemu CMake delovnemu toku priskrbi dodatne funkcionalnosti. CMake je pogosto 
uporabljen odprtokoden sistem. Dodatno poznavanje CMake sistema je priporočljivo za 
osvojitev catkina, za osnovnega uporabnika pa je zadostno osnovno znanje delovanja sistema. 
Da stvari pravilno delujejo, je potrebno dodati določene informacije v datoteki CMakeLists.txt 
in package.xml. Potem kličemo po različnih catkin orodjih, ki generirajo direktorije in 
datoteke, te pa potrebujemo pri pisanju kode za robota [11, 12, 13, 15]. 
 
Delovni prostor (ang. workspace) je glavno področje, kjer gradimo ROS sistem. Preden 
začnemo s pisanjem kode, ga moramo nastaviti. To je enostavno niz direktorijev, znotraj 
katerih se bo koda ROS sistema nahajala. Lahko imamo več ROS delovnih prostorov, delamo 
pa lahko le v enem naenkrat. 
 
Za namestitev delovnega prostora je potrebnih več korakov. Za začetek potrebujemo 
namestitvene skripte ROS v .bashrc datoteki. To je bilo storjeno že pri namestitvi sistema. 
Sledi namestitev in inicializacija catkin delovnega prostora. V ukazno lupino vpišemo ukaze: 
 
1 mkdir -p ~/catkin_ws/src 
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2 cd ~/catkin_ws/ 
3 catkin_make 
4 source devel/setup.bash 
5 echo $ROS_PACKAGE_PATH 
 
V prvi vrstici ustvarimo mapo src znotraj direktorija catkin_ws, s tretjo pa ustvarimo datoteko 
CMakeLists.txt za direktorij src. S tretjim ukazom dobimo tudi dva nova direktorija: build in 
devel. Znotraj mape build bodo rezultati catkina (npr. knjižnjice in izvršljive datoteke), v 
devel pa se nahajajo številne datoteke in direktoriji, med njimi tudi namestitvene datoteke. Le 
te lahko zaženemo z ukazom v četrti vrstici in tako nastavimo naš sistem, da uporabi ta 
delovni prostor. Zadnji ukaz je namenjen za preverjanje delovnega prostora. V kolikor smo 
postopek pravilno opravili, nam ukazna lupina izpiše datotečno pot do ravnokar narejenega 
delovnega prostora. 
 
ROS paketi so sestavni deli sistema in skupaj tvorijo programsko opremo ROS. Vsak paket 
je sestavljen iz kombinacije kode, podatkov in dokumentacije. Javno dostopnih je več tisoč 
paketov, zagotovo pa se jih še več tisoč uporablja izven javne domene. 
 
Paketi se morajo nahajati znotraj delovnega prostora v direktoriju src. Prav tako morajo 
vsebovati datoteki CMakeLists.txt in package.xml, ki opisujeta vsebino paketa in navodila 
interakcije s catkin sistemom.  
 
ROS paketi so zgolj lokacije znotraj datotečnega sistema. Vsebujejo programe (vozlišča), ki 
jih lahko ročno zaganjamo. Tak način delovanja pa bi hitro postal zelo zahteven v večjem 
datotečnem sistemu. Za avtomatizacijo te naloge ROS vsebuje pripomoček za ukazno vrstico, 
ki se imenuje rosrun. Ta poišče paket za zahtevani program in mu posreduje parametre, ki jih 
dodamo v ukazni vrstici [11, 12, 13, 14, 15].  
 
Roslaunch je orodje za ukazno vrstico s katerim zaganjamo zbirke ROS vozlišč. Spominja na 
rosrun vendar operira z launch datotekami. To so datoteke, napisane v razširljivem 
označevalnem jeziku (XML), ki opisujejo zbirko vozlišč in njihove parametre. Po dogovoru 
imajo pripono .launch. Znotraj so zapisane lastnosti vozlišč. To so imena vozlišč, imena 
paketov, kjer se nahajajo in tip vozlišča (izvršljiva datoteka).  
 
Ni pa to edina vloga orodja roslaunch. Zmožen je zagona programov na drugih PC v omrežju, 
samodejno ponovno zažene vozlišča, ki so se zrušila itd. Ena izmed najkoristnejših funkcij 
orodja pa je zaustavitev vseh programov ob pritisku kombinacije tipk Ctrl in C v ukazni 
lupini. Kadar ni vzpostavljenega sistema roscore in zaženemo ukaz roslaunch, ta samodejno 
zažene roscore. V kolikor prekinemo delovanje sistema, se zaustavi tudi delovanje roscore 




Vozlišča ROS sistemov si izmenjujejo informacije preko tem (ang. topic). To je ime za tok 
sporočil določenega tipa. Kot primer bi bili podatki iz laserskega skenerja poslani v temo 
Skeniranje, sporočila bi bila tipa LaserskaSlika. Podatki kamere pa bi bli poslani v temo 
Slika, s sporočili tipa Slika. 
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Teme implementirajo mehanizem komunikacije objavljanja in naročanja. Preden vozlišča 
začnejo pošiljati sporočila, morajo oglašati ime teme in tip sporočil, ki jih bodo pošiljala. 
Potem lahko začnejo s pošiljanjem oz. objavljanjem sporočil. Vozlišča, ki želijo prejemati ta 
sporočila, se lahko naročijo na to temo preko roscore. Tako so vsa sporočila te teme 
dostavljena vozlišču, ki je to zahtevalo. Pri tem je pomembno, da so vsa sporočila znotraj iste 
teme enakega podatkovnega tipa. 
 
Sporočila znotraj ROS so minljiva. Vozlišče lahko zgreši sporočilo, če še ni pravočasno 
naročeno na temo, ko se sporočilo objavi. V kolikor se sporočilo ponavlja z neko frekvenco to 
ni problem. V določeni situaciji pa ni dobro ponovno pošiljati sporočil (npr. Če so sporočila 
velika). Za to situacijo ima ROS implementirane zapahnjene (ang. latched) teme. Te delujejo 




ROS-Industrial je projekt, ki uporablja napredne sposobnosti ROS v industriji, avtomatizaciji 
in robotiki. Cilj razvijalcev je prehod zahtevnejših eksperimentalnih robotskih aplikacij v 
industrijsko okolje z namenom izboljšanja produktivnosti. Trenutno je to enostavno predrago, 
deloma zaradi omejene programske infrastrukture industrijskih robotov. Roboti so sicer 
dovolj fleksibilni za opravljanje široke palete nalog avtomatizacije vendar dokler te rešitve ne 
bodo privlačne z vidika finančne amortizacije, bo nadaljnja uporaba industrijskih robotov 
ostala enaka. ROS-Industrial si prizadeva priskrbeti pot do realizacije razvoja robotike, da 
bodo različne aplikacije robotov privlačne tudi s finančnega vidika. Repozitorij ROS-




Zelo pomemben problem v robotiki je upravljanje koordinatnih sistemov. Najpogostejši 
robotski sistem je robotska roka z zapestjem. Po navadi imajo šest PS. Tri pripadajo roki, tri 
pa zapestju. Lastnost industrijskih robotov je, da jih lahko popišemo kot zaporedno verigo 
togih teles, ki so med seboj povezani s sklepi. Veriga je sestavljena tako, da je vsako togo telo 
povezano z dvema sosednjima telesoma. To ne velja le za prvo in zadnje telo. Na sliki 2.13 je 
prikazana zaporedna veriga, na kateri so postavljeni štirje koordinatni sistemi (KS). 
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Slika 2.13: veriga togih teles in sklepov [17] 
 
Na izhodišču kinematske verige je tako imenovan bazni ali referenčni KS (  ,   ,   ), ki je 
fiksiran v prostoru. Na koncu verige je KS končne točke robota (  ,   ,   ). Ta se premika, 
ko se robotski mehanizem giblje. Zanima nas lega končnega KS glede na referenčni KS. 
 
KS (    ,     ,     ) in (  ,    ,   ) se nahajata na sosednjih segmentih verige. Zanimajo nas 
njuni medsebojni premiki. Robotski segmenti so med seboj povezani s sklepi. Ti omejujejo 
njihovo relativno gibanje. To je lahko translatorno ali rotacijsko. Vsak sklep ima eno PS. 
Rotacijo smo popisali s spremenljivko  , translacijo pa z   [17]. 
 
 
 Rotacija in orientacija 2.4.1
Rotacija opisuje krožno gibanje točke okoli poljubne osi. Rotacija togega telesa je definirana 
kot gibanje, pri katerem točke na osi vrtenja ostanejo na istem mestu. Popišemo jo lahko z 
Rodriguesovo formulo v vektorski obliki. Uporablja se trojica rotacijskih matrik, ki opisujejo 
rotacijo okoli osi  ,   in   [1, 17].  
 
Orientacija opisuje, kako je nek KS rotiran glede na referenčnega. Orientacijo KS glede na 
drug koordinatni sistem pa določimo z rotacijsko matriko. Matrike so priročne za 
preračunavanje, vendar slabo prikažejo orientacijo prijemala. Prav tako za popis stanja 
potrebujemo 9 parametrov. Orientacijo robotskega prijemala lahko določimo z rotacijsko 
matriko, Tait-Bryanovi koti (RPY) in Eulerjevimi koti in kvaternioni. RPY in Eulerjevi koti 
dobro prikažejo orientacijo prijemala robota s samo tremi parametri vendar niso priročni za 
preračunavanje. Kvaternioni so zapisani s štirimi števili, dobro predstavijo orientacijo 
prijemala in so primerni za računanje. S kvaternioni lahko operiramo s štiri razsežnimi 
vektorji. Osnovn zapis kvaterniona je prikazan z enačbo (2.1). 
 
                  (2.1) 
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V zgornji enačbi so    realna števila, ( ,  ,  ) pa so enotski vektorji osi kartezijevega KS. 
Kvaternione lahko seštevamo in skalarno ali kvaternionsko množimo [1, 17]. 
 
 
 Lega in Pomik 2.4.2
Lego segmenta robota lahko razdelimo na pozicijo in orientacijo. Pozicija je predstavljena z 
vektorjem    dimenzije 3 × 1, ki povezuje obe izhodišči KS [17].  
 
Homogena transformacijska matrika H reda 4 × 4 (enačba (2.2)) opisuje lego (pozicija in 
orientacija) ali pomik (translacija in orientacija) KS objekta. Pomik se lahko zgodi glede na 
nepomičen referenčni KS ali glede na relativni KS, ki je pritrjen na objekt [1, 18].  
 






     
       
     
     







S simbolom    smo označili rotacijsko matriko dimenzije 3 × 3. Kadar govorimo o legi telesa 
z njo popišemo orientacijo, pri pomiku pa opisuje rotacijo.  
 
Pozicija je točka v prostoru (ponavadi v kartezijevem KS), ki jo popišemo s tremi točkami ( , 
 ,  ). Po navadi je to masno središče ali nek značilen kot telesa, uporabimo jo pri zapisu lege. 
Translacija pa je pomik vzdolž osi, ki jo popišemo z vektorjem dimenzije 3 × 1. V splošnem 
sta pozicija ali translacija označeni s simbolom    znotraj matrike   . 
 
Spodnja vrstica homogene transformacijske matrike nam opisuje perspektivo. To je sicer 
pomemben pojem za popisovanje računalniške grafike in izdelavo virtualnih okolij. V 
robotiki pa nima pomena, vrednosti so vedno tri ničle in enica [1, 17, 18]. 
 
 Geometrijski model robota 2.4.3
Geometrijski model robota, prikazan na sliki 2.14, opisuje lego KS prijemala robota glede na 
referenčni KS (baza robota). 
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Slika 2.14: Geometrijski model robota [17] 
 
Splošen zapis geometrijskega modela robota predstavimo s homogeno matriko v enačbi (2.3). 
 
  ( )  [
  ( )   ( )   ( )   ( )
    
] (2.3) 
 
Pri tem je   vektor   spremenljivk sklepov   , ( ,  ,  ) enotski vektorji KS robotskega 
prijemala. Vektor    povezuje izhodišče referenčnega KS (  ,   ,   ) z izhodiščem KS 
končnega člena robota (  ,   ,   ). Potrebno je paziti, da so ( ,  ,  ) in  
  funkcije 
spremenljivk sklepov robota.  Geometrijske relacije KS sosednjih sklepov (    ,     ,     ) in 
(  ,   ,   ) opišemo z matriko   
   (  ). Spremenljivke    določijo senzorji posameznih 
sklepov [1, 17].  
 
Ko določamo relativno lego KS glede na sosednjega, dobimo geometrijski model robota po 
množenju matrik (2.4). 
 
  
 ( )    
 (  )  
 (  )   
   (  ) (2.4) 
 
Denavit-Hartenberg (DH) parametri nam pomagajo določiti referenčne KS robotskega 
manipulatorja, ki je sestavljen iz verige togih teles. Za sistematičen in splošen način določitve 
pozicije in orientacije segmenta robota   glede na segment (   ), moramo določiti dva KS 
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(enega za vsak segment) in preračunati transformacije med njima. KS sta lahko poljubno 
postavljeni. Izkaže pa se, da praktično imeti nekaj pravil za to. 
 
Recimo, da želimo določiti lego KS robotskega segmenta   glede na segment (   ). DH 
postopek je sledeč: 
‐ Določimo os    vzdolž osi sklepa (   ). 
‐ Poiščemo izhodišče   , kjer se sekata os    in skupna normala osi    in     . To je 
najkrajša (pravokotna) razdalja med obema osema. 
‐ Določimo os    vzdolž skupne normale osi    in     . Smer osi je določena od sklepa   
proti sklepu (   ). 
‐ Os    določimo tako, da zaključimo desno orientiran KS 
 
Lega KS (  ,   ,   ) je prikazana na sliki 2.15. Točko   
  postavimo na presečišče skupne 
normale in osi sklepa  . Nato določimo skupno normalo osi sklepov (   ) in  . S tem smo 
določili lokacijo izhodišča     . Os      poteka skozi os sklepa  ,      pa leži na novo 
določeni skupni normali. Ko smo določili KS obeh segmentov, lego KS   glede na sosednjega 
(   ) določimo s štirimi DH parametri: 
‐   : razdalja med    in   
  vzdolž osi   , 
‐   : razdalja med      in   
  vzdolž osi     , 
‐   : kot med osema      in    okoli osi   . Kot je pozitiven v primeru nasprotne rotacije 
urinega kazalca, 
‐   : kot med osema      in    okoli osi     . Kot je pozitiven v primeru nasprotne rotacije 
urinega kazalca. 
 
Parametra    in    sta vedno konstantna. Njuno velikost določata geometrija in relacije 
zaporednih členov. Od preostalih dveh parametrov je en spremenljivka. V primeru, da je sklep 
  rotacijski, je kot    spremenljivka, v primeru translatornega sklepa pa je parameter    
neznanka [1, 17]. 
 
Transformacija med KS   in (   ) je zapisana z enačbo (2.5). 
 
  
   (  )       (      )   (       )     (      )   (     ) (2.5) 
 
Ko preračunamo enačbo (2.5), dobimo transformacijsko matriko z eno spremenljivko. 
Rezultat je zapisan z enačbo (2.6). Uporabili smo krajši zapis kotnih funkcij (namesto sinus 
smo zapisali   in   namesto kosinus) [17]. 
 
  
   (  )  [
                     
                     
         
    
] (2.6) 
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Slika 2.15: Grafičen prikaz določitve DH parametrov [17] 
 
V primeru industrijskega robota s prijemalom (skupaj šest PS) dobimo šest transformacijskih 
matrik. Produkt prvih treh (po enačbi (2.4)) predstavlja geometrijski model manipulatorja, 
produkt zadnjih treh pa je geometrijski model prijemala s tremi PS [1, 17].  
 
ROS paket tf (kratko za transformiranje, ang. transform) upravlja s KS in transformacijami 
sestavnih delov robota. Zasnovan je modularno in omogoča uporabo ROS tem za distribucijo 
informacij o transformacijah. Katera koli vozlišča lahko objavijo trenutne informacije 
transformacij. Prav tako lahko katero koli vozlišče te podatke zbira za celotno sliko stanja 
robota. 
 
Tak sistem je priročen, saj imamo ponavadi te podatke zbrane na enem mestu. Kot primer si 
lahko ogledamo sistem robotske roke. ROS gonilniki imajo direkten dostop do podatkov 
senzorjev členov robota in jih objavi v temo joint_states. Vozlišče robot_state_publisher 




Polno ime orodja rviz je ROS visualization. Njegova splošna raba je tri razsežnostna (3D) 
vizualizacija okolja za robote, senzorje in algoritme. Tako kot mnoga ROS orodja se 
uporablja za katerega koli robota, možno ga je hitro nastaviti za željeno aplikacijo. 
 
Lahko prikazuje model simuliranega robota, zapisuje informacije senzorjev robota in jih 
ponovno predvaja. Z vizualizacijo robotove senzorike in njegove pozicije uporabniku 
omogoča odpravljanje morebitnih napak robotske aplikacije. 
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Rviz prikazuje podatke 3D podatke stereo kamer, laserjev in ostalih 3D naprav v obliki 
oblakov točk ali globinskih slik. Podatke dvodimenzionalnih (2D) senzorjev pa si lahko 
ogledamo v slikah. 
 
Trenutna konfiguracija realnega robota bo prikazana v rviz, če robot komunicira z delovnim 
prostorom, v katerem je zagnan program. ROS teme bodo prikazane kot prezentacije v živo 
glede na podatke senzorjev, ki so del robotskega sistema. Tudi tu nam rviz omogoča 
odpravljanje napak sistema. Del orodja je tudi grafični uporabniški vmesnik (GUI), ki 
prikazuje le važne informacije trenutne naloge robota. 
 
Rviz smo uporabili za prikazovanje našega robota. Prikazuje ga s pomočjo datoteke enotnega 




MoveIt! je najbolj razširjena odprtokodna programska oprema za manipulacijo robotov, ki 
zajema načrtovanje gibov, manipulacijo, 3D percepcijo, kinematiko, nadzor in navigacijo. 
Zagotavlja nam platformo, ki je enostavna za uporabo,  preko katere razvijamo napredne 
robotske aplikacije. 
 
Seznam robotov, na katere je možno integrirati MoveIt!, je zelo velik. Ta zajema vodilne 
proizvajalce industrijskih robotov in vrsto eksperimentalnih robotov. Lahko so industrijski 
roboti, roboti z eno roko ali z dvema rokama, mobilni manipulacijski sistemi in humanoidni 
roboti. 
 
Arhitektura delovanja MoveIt! je predstavljena na sliki 2.16. Osrednje vozlišče je tako 
imenovano move_group, ki upravlja različne zmožnosti in integrira kinematiko, planiranje 
pomikov in percepcijo. Tako kot ROS, uporablja arhitekturo, ki temelji na vtičnikih. Tako 
lahko uporabniki zlahka dodajajo ali delijo različne zmožnosti (npr. nova implementacija 
vtičnika motion planning). 
 
Storitve, ki jih priskrbi move_group lahko uporabljamo na tri različne načine: 
‐ preko paketa move_group_interface, ki priskrbi vmesnik do vozlišča move_group z 
uporabo C++ aplikacijskega programskega vmesnika (API). Ta je mišljen za napredne 
uporabnike. 
‐  v programskem jeziku Python preko paketa moveit_commander. Ta API se priporoča za 
izdelavo aplikacij. 
‐ preko grafičnega vmesnika rviz. Uporaben je za prikazovanje, začetno interakcijo in hitre 
demonstracije. 
 
Eno glavnih načel zasnove MoveIt! je prikazati API, ki je za začetnike enostaven za uporabo, 
hkrati pa ohranja dostop do celotnega osnovnega API za napredne uporabnike. Tako je možna 
izdelava aplikacij, ki neposredno dostopajo do katerekoli funkcionalnosti MoveIt! sistema, v 
kolikor je to željeno. MoveIt! uporablja več pomembnih komponent, ki so opisane v 
nadaljevanju [11, 12, 13, 15]. 
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Slika 2.16: arhitektura delovanja sistema MoveIt! [12] 
 
 
 Preverjanje trkov 2.6.1
MoveIt! uporablja Prilagodljivo knjižnico trkov (FCL) kot privzeto knjižnico za preverjanje 
trkov. Vgrajena je z vtičnikom. Možna je izbira katerega koli preizkuševalca trkov. FCL 
priskrbi najsodobnejšo tehnologijo implementacije preverjanja trkov. Prav tako je zmožen 
neprekinjeno preverjati trke. 
 
To je pogosto najbolj potraten del načrtovanja pomika in potrebuje približno 80-90 % časa za 
generacijo načrta premika. Operacijo se pospeši z uporabo funkcije Allowed Collision Matrix, 
preko katere uporabnik določi kateri deli robota ne potrebujejo medsebojnega preverjanja (v 
primeru, da sta sklepa povezana ali pa nikoli ne moreta trčiti). Ta funkcija se samodejno 
nastavi preko programa MoveIt! Setup Assistant, lahko pa se jo tudi ročno modificira [11, 12, 
13, 14]. 
 




Pri Kinematiki naprej računamo lego prijemala robota prek poznanih spremenljivk sklepov 
robota. Pri inverznem modelu poznamo lego končnega člena robota in računamo vrednosti 
spremenljivk sklepov [17, 18]. 
 
Za primer kinematskega modela naprej vzamemo industrijski robot s prijemalom, kot je 
prikazan na sliki 2.17. Osi sosednjih sklepov industrijskega robota so zgolj vzporedne ali 
pravokotne. Os vrtenja prvega člena poteka navpično skozi bazo robota. Os vrtenja drugega 
sklepa je pravokotna na os prvega člena. Os drugega člena pa je njej vzporedna. Naslednja 
dva sklepa robota spominjata na človeško ramo in komolec. Prestale tri rotacijske osi, ki se 




Slika 2.17: Shema antropomorfnega robota [17] 
 
Vsi KS sklepov robota so bili določeni po DH pravilih. Središčna točka prijemala, kjer se 
sekajo njegove osi, je označena s točko Q. Končna točka prijemala je označena s P. Tam se 
nahaja KS enotskih vektorjev ( ,  ,  ), ki opisujejo orientacijo prijemala. Iz slike lahko 
razberemo DH parametre, ki jih vpišemo v preglednico 2.1 [17]. 
 
 
Preglednica 2.1: DH Parametri robota [17] 
i             
1 0  /2       
2    0 0    
3 0   /2 0    
4 0  /2       
5 0   /2 0    
6 0 0       




Sedaj lahko za vsako vrstico tabele zapišemo relacije med sosednjimi KS z matrikami 
  
   ( ) (2.3) za šest členov robota (    ). Rezultat produkta prvih treh matrik, po enačbi 
(2.4), je geometrični model robotske roke, prikazan z enačbo (2.7). Zapis smo še bolj skrajšali 
tako, da smo namesto kota     zapisali pripadajočo vrednost indeksa  , s23 in c23 pa 
predstavljata adicijski izrek vsote dveh kotov [17]. 
 
  
    
   
   
  [
                    
                   
              
    
] (2.7) 
 
Produkt zadnjih treh matrik (2.8) pa prikazuje geometrični model zapestja robota [17]. 
 
  
    
   
   
  [
                                   
                                   
                  
    
] (2.8) 
Geometrijski model kinematike naprej (2.9) zapišemo s pomočjo enotskih vektorjev prijemala 




        
        
        
    
] (2.9) 
 
Enačbi (2.7) in (2.8) pomnožimo in rezultat enačimo z enačbo (2.9). Po izračunu dobimo 
posamezne vrednosti komponent enotskih vektorjev prijemala robota [17]. 
 
Robotski manipulator se premika v kartezijevem KS, lega aktuatorjev pa je popisana s koti 
sklepov v KS sklepov robota. Pretvorbo lege iz kartezijevega KS v KS sklepov imenujemo 
inverzna kinematika [18]. Pri preračunu inverzne kinematike obravnavamo enak robot v legi, 
kjer so vrednosti vseh osi enake nič,   osi sosednjih KS se prekrivajo (slika 2.18). 
 
Pri tem postopku poznamo pozicijo in orientacijo zadnjega člena robota (v tem primeru 
prijemalo), zanimajo nas vrednosti sklepov. Z drugimi besedami poznamo elemente matrike 
iz enačbe (2.9) in računamo spremenljivke   . Poznane so tudi dolžine sklepov robota (slika 
2.17). Koordinate točke Q (  ,   ,   ) preračunamo s pomočjo poznanih koordinat točke P 















Slika 2.18: Antropomorfni robot v začetni legi [17] 
 
Primer inverznega modela poenostavimo tako, da referenčni KS (  ,   ,   ) postavimo na 
mesto drugega člena. S tem smo se omejili na drugi in tretji člen robota (slika 2.19). Na 
podsklopu A so označeni koti, ki jih bomo določili (  ,    in   ). Njihova razmerja glede na 
začetno lego so prikazana na podsklopu B. Razdaljo med središčem prijemala Q in 
referenčnim KS zapišemo z enačbo (2.11) [17]. 
 
  √        (     )  (2.11) 
Uporabimo kosinusni izrek trikotnika (podsklop B slike 2.19) s stranicami  ,    in   . 
Upoštevamo tudi dejstvo, da sta v splošnem    in    enaki razdalji pri antropomorfnih robotih. 
Dobimo enačbo (2.12) [17]. 
 
      
     
      (2.12) 
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Slika 2.19: Drugi in tretji segment robota [17] 
 
Sedaj lahko zapišemo kot   z enačbo (2.13). 
 










Točka Q ima lahko dve različni poziciji. Legi drugega in tretjega segmenta robota 
poimenujemo »komolec gor« in »komolec dol« (slika 2.20). 
 
 
Slika 2.20: Dve možni legi drugega in tretjega segmenta [17] 
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Kot    za »komolec gor« zapišemo z enačbo (2.14), za »komolec dol« pa z enačbo (2.15). 
 





   
 
 
   (2.15) 
 
Trikotnik na podsklopu B slike 2.18 je enakokraki, ker sta dolžini    in    enaki. Zapišemo 
lahko enačbo (2.16) za kot   in enačbo (2.17) za kot  . 
 
  




       
     




Kot    za »komolec gor« zapišemo z enačbo (2.18), za »komolec dol« pa z enačbo (2.19). 
 
       (2.18) 
 
       (2.19) 
 
Nato lahko iz podsklopa A slike 2.18 zapišemo kot    z enačbo (2.20). 
 





Slika 2.21 prikazuje prijemalo robota. Ko se tri osi prijemala sekajo v isti točki, lahko ločeno 
obravnavamo premike robotske roke (  ,   ,   )  in premike robotskega zapestja (  ,   ,   ).  
 
Enotski vektor končnega člena   razdelimo na komponente (   ,    ,    ). Kot četrtega 
sklepa zapišemo z enačbo (2.21) [17]. 
 
      
  
   
   
 (2.21) 




Slika 2.21: Shema zapestja robota [17] 
 
Razmerje med orientacijo vektorja   in vektorja   , ko so prvi trije členi v začetni legi, 
dobimo po naslednjem postopku. Rotacijski del matrike iz enačbe (2.9) transponiramo in 
pomnožimo s transponiranim vektorjem  . S tem določimo vrednosti komponent vektorja   . 
 
Kot petega sklepa    oklepata osi    in   . Zapišemo ga z enačbo (2.22). 
 
      
  
√         




Zadnjo spremenljivko    izračunamo iz komponent    in    matrike   
 , ki je opisana z 
enačbo (2.9) [17]. 
 
Za reševanje inverzne kinematike, MoveIt! uporablja vtičnike, hkrati pa zagotavlja 
implementacijo direktne kinematike. Primarno uporablja numerični reševalnik za inverzno 
kinematiko katerega koli robota. Možno ga je zamenjati z željenim reševalnikom, npr. z 
analitičnim, ki je veliko hitrejši [11, 12, 14]. 
 
 
 Načrtovanje pomikov 2.6.3
MoveIt! deluje z načrtovalci pomika preko vtičnika, torej lahko uporablja različne načrtovalce 
pomikov iz različnih knjižnic. Vmesnik povezuje načrtovalce pomikov preko ROS Action ali 
service. Privzet načrtovalec premikov za move_group je nastavljen preko programa MoveIt! 
Setup Assistant. MoveIt! uporablja načrtovalca pomikov direktno iz knjižnice OMPL, ki 
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delujejo abstraktno (ne pozna koncepta robota). MoveIt! nastavi OMPL in pripravi podlago, 
da OMPL rešuje probleme na področju robotike [12]. 
 
 
 Načrtovalni prostor 2.6.4
Načrtovalni prostor (ang. planning scene) se uporablja za upodobitev okolja v katerem robot 
obratuje in za beleženje stanja robota. Vzdržuje ga planning scene monitor znotraj vozlišča 
move group [12].  
 
 
2.7 Modeliranje robota 
Za uporabo robota s standardnimi ROS orodji potrebujemo model robotske kinematike. To 
pomeni, da potrebujemo datoteko, ki opisuje konfiguracijo robota, kako je sestavljen, kako se 
posamezni deli premikajo in tako naprej. Rviz te podatke uporablja za vizualizacijo stanja 
robota, MoveIt! pa za načrtovanje pomikov. 
 
V ROS so modeli robotov popisani z datoteko URDF. Uporablja se jih za reprezentacijo 
širokega nabora robotov. Ta datoteka lahko postane zelo dolga in okorna v primeru 
kompleknih robotskih sistemih. Za lažje branje in vzdrževanje teh datotek je bil narejen jezik 
XML Macros (Xacro), ki je XML makro jezik. Ta pomanjša ponovljene informacije znotraj 
URDF datoteke [13, 14, 15]. 
 
Dve osnovni komponenti URDF sta uporabljeni za sestavo drevesne strukture, ki opisuje 
model robota. Člen (ang. link) opisuje fizične lastnosti togega telesa (dimenzije, pozicija 
izhodišča, barva itn.). Povezani so preko sklepov (ang. joint). Ti opisujejo kinematične in 
dinamične lastnosti povezav (vrsta slepov, os vrtenja, trenje, dušenje itn.). Torej je URDF 
opisna datoteka, sestavljena iz členov, ki so povezani preko sklepov. Spodaj je enostaven 
primer. 
 
1 <?xml version='1.0'?> 
2 <robot name="dd_robot"> 
3 
4     <!-- Base link --> 
5     <link name="base_link"> 
6         <visual> 
7             <origin xyz="0 0 0" rpy="0 0 0" /> 
8             <geometry> 
9                 <box size="0.5 0.5 0.25"/> 
10             </geometry> 
11         </visual> 




Ta zapis definira robota z imenom dd_robot, ki ima en člen (sestavni del). Bolj specifično je 
to baza robota v obliki kvadra dimenzij 0,5 m × 0,5 m × 0,25 m, ki je postavljena v izhodišče 
okolja (0, 0, 0) brez rotacij. Povezava je poimenovana base_link. Ta zapis preprostega 
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predmeta je precej dolg, pri večjih sistemih pa hitro postane kompleksen. Ko dodamo nove 
člene, moramo določiti, kako se premika, koliko PS ima in kakšne so njegove omejitve. 
Potem je potrebno določiti barvo delov, da jih lahko medseboj razlikujemo. Sledi dodajanje 
trkov za izboljšanje detekcijo le-teh. Nato moramo členom dodati še vrednosti mase in 
vztrajnostne momente preseka. S tem je URDF datoteka robota končana [13]. 
 
Za mnoge pogoste robote že obstajajo URDF datoteke v ROS knjižnicah [11]. Tako je tudi v 





3 Integracija ROS z industrijskim 
robotom 
Za izvedbo integracije je bil uporabljen industrijski robot Fanuc LR mate 200iD s 
krmilnikom 30-iB. Na spletni strani www.ROS.org lahko poiščemo ROS gonilnike, ki jih 
potrebujemo. Na opisni strani so vse informacije o njihovi namestitvi, uporabi in 
kompatibilnosti z osebnim računalnikom. Uporabljen je bil gonilnik fanuc_exp. 
 
Namestitev ROS sistema zahteva namestitev Linux sistema na osebnem računalniku. 
Paketi, za delo na izbranem robotu, so kompatibilni z ROS distibucijo Indigo in Kinetic. 
Glede na njuno izbiro je odvisna inačica sistema Linux, ki jo bomo uporabili. ROS indigo 
deluje na sistemu Ubuntu 14.04, ROS kinetic pa na Ubuntu 16.04.  
 
Za integracijo programskega paketa ROS na industrijski robot potrebujemo izpolniti več 
kriterijev. Sprva je potrebno preveriti, če obstaja programska oprema za delovanje ROS-a 
na našem robotu. Potrebujemo osebni računalnik z nameščenim operacijskim sistemom 
Ubuntu in možnost povezave med robotom in računalnikom. Sledi namestitev gonilnikov 
na robotu in potrebnih ROS paketov na računalniku. Sistem je uspešno integriran ter 




Uspešno delovanje ROS paketov na katerem koli robotu je možno le z ustreznimi 
gonilniki. Za robota Fanuc LR mate 200iD in krmilnik R-30iB gonilnike poišemo v ROS 
repozitoriju. Pred samo namestitvijo moramo zagotoviti, da sta na krmilniku nameščeni 
programski opciji R632 – KAREL in R648 – User Socket Messaging (USM), brez katerih 
gonilniki ne bi delovali. Sledi namestitev po navodilih. 
 
Po končani namestitvi, potrebujemo določene registre in tako imenovane zastavice 
(oznake). Privzete nastavitve uporabijo zastavici 1 in 2, številska registra 1 in 2 ter 
pozicijska registra 1 in 2. Poskrbeti moramo, da izberemo registre in oznake, ki niso 
uporabljeni drugje. Pomembno je tudi, da je njihova pozicija zaporedna (npr. pozicija 20 in 
21). 
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Programa ros_state in ros_relay, ki sta del gonilnika, uporabljata programsko opcijo USM. 
Da to deluje, moramo zagotoviti dve prosti strežniški oznaki. Gonilniki po privzetih 
nastavitvah uporabljajo oznaki 3 in 4. Pred uporabo jih moramo pravilno nastaviti in 
preveriti, da so v stanju STARTED. 
 
Sedaj imamo vse potrebne informacije za urejanje KAREL in TP programov. Nastavitve 
za delovanje ros_state in ros_relay so prikazane v preglednicah 3.1 in 3.2. TP programi, za 
razliko od KAREL programov, ne uporabljajo konfiguracijskih podatkov. To pomeni, da v 
primeru uporabe registrov, ki niso privzeti, moramo program ros_movesm ročno 
posodobiti.  
 
Preglednica 3.1: Nastavitve programa ros_relay 
Oznaka spremenljivke Vrednost Razlaga 
CHECKED TRUE Konfiguracija opravljena (privzeto FALSE) 
F_MSM_DRDY 2 Movesm: podatki pripravljeni – zastava 2 
F_MSM_RDY 1 Movesm: podatki pripravljeni – zastava 1 
LOOP_HZ 125 frekvenca pošiljanja podatkov stanja sklepov v Hz 
MOVE_CNT 70 Navodila za hitrost posameznih sklepov 
PR_MOVE 1 Pozicijski register naslednje točke trajektorije 
R_MOVE_CNT 2 Število, pod katerim je zabeležena vrednost CNT 
R_SKIP_SIG 5  
R_TSEG_VEL 1 Število, pod katerim je zabeležena hitrost pomika 
S_ACCPT_DLAY 1000 Zakasnitev v ms 
S_TAG_NR 4 Oznaka strežnika, ki ga uporabi 
S_TCP_NR 11000 Omrežna (TCP/IP) vrata 
TP_VAL_TRSTP 1  
TRJPT_BUF_SZ 6  
UM_CLEAR TRUE Ob zagonu izprazni uporabniški meni 
 
 
Preglednica 3.2: Nastavitve programa ros_state 
Oznaka spremenljivke Vrednost Razlaga 
CHECKED TRUE Konfiguracija opravljena (privzeto FALSE) 
LOOP_HZ 125 frekvenca pošiljanja podatkov stanja sklepov v Hz 
S_ACCPT_DLAY 1000 Zakasnitev v ms 
S_TAG_NR 3 Oznaka strežnika, ki ga uporabi 
S_TCP_NR 11002 Omrežna (TCP/IP) vrata 
UM_CLEAR TRUE Ob zagonu izprazni uporabniški meni 
 
 
S tem so gonilniki nameščeni in robot je pripravljen za uporabo. Potrebna je le še 
namestitev ROS paketov na osebni računalnik. 
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3.2 Namestitev ROS paketov 
Prvi korak namestitve je izbira distribucije sistema ROS. Pri tem moramo paziti, da so 
paketi, ki jih želimo uporabiti, kompatibilni z našo izbiro. Prav tako moramo biti pozorni 
na distribucijo operacijskega sistema Linux. Vse potrebne informacije za to pridobimo na 
spletni strani ROS. V času izdelave zaključne naloge je bila izbrana distribucija ROS 
Kinetic na sistemu Ubuntu 16.04. Sledi namestitev ROS po navodilih. S tem smo namestili 
osnovno ogrodje sistema. 
 
Nadaljujemo z namestitvijo potrebnih paketov. Za začetek ustvarimo svoj catkin delovni 
prostor po postopku, ki je bil predstavljen v poglavju 2.3.3. Nato v ukazno lupino 
poženemo ukaze: 
 
1 cd /pot/do/catkin_ws/ 
2 git clone -b indigo-devel https://github.com/ros-
industrial/fanuc.git src/fanuc 
3 git clone -b indigo-devel https://github.com/ros-
industrial/fanuc_experimental.git src/fanuc_experimental 
4 rosdep install --from-paths src --ignore-src --rosdistro indigo 
5 source /pot/do/catkin_ws/devel/setup.bash 
 
V prvem ukazu navigiramo v željen delovni prostor, kjer bomo pakete namestili. Z drugim 
in tretjim ukazom kloniramo repozitorij paketov fanuc in fanuc_experimental. Četrt ukaz 
nam te pakete namesti, s petim ukazom pa poskrbimo, da se bodo naložili vsakič, ko 
odpremo ukazno lupino. Namestitev paketov ROS je s tem končana. 
 
 
3.3 Izdelava MoveIt! paketa 
Prvi korak programiranja robota je izdelava MoveIt! paketa z uporabo programa MoveIt! 
Setup Assistant. Zaženemo ga v ukazni lupini z ukazom: 
 
1 roslaunch moveit_setup_assistant moveit_setup_assistant 
 
Odpre se nam grafični vmesnik za generiranje MoveIt! paketa. Izberemo izdelavo novega 
paketa (ang. Create New MoveIt Configuration Package) in poiščemo URDF ali XACRO 
datoteko robota. V našem primeru je to datoteka lrmate200id.xacro. Nato izberemo Load 
files. Ko program naloži vse datoteke, na levi strani okna izberemo zavihek self collisions 
in izberemo Regenerate Self Collision Matrix. S tem se določijo vsi pari sklepov robota, ki 
so med seboj pritrjeni (vedno v koliziji) ali pa med njimi nikoli ne more priti do trka in jih 
izločimo iz preračunavanja trkov ter prihranimo čas, ki ga računalnik porabi pri planiranju 
premikov. Na tej strani lahko tudi z drsnikom nastavimo nivo vzorčenja naključnih pozicij 
robota. Višje kot je število vzorčenja, več pozicij preveri za trke, vendar se s tem podaljša 
čas preračunavanja. Pri tem je privzeto število vzorčenja (10000), v večino primerih, 
zadostno. To je prikazano na sliki 3.1. 
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Slika 3.1: Okno za nastavitve preračunavanja trkov robota 
 
Nastavitve shranimo in izberemo naslednji zavihek (Virtual Joints oz. navidezni sklepi). 
Tukaj robotu nastavimo, kje v sistemu se bo nahajal. Izberemo Add Virtual Joint. 
Navidezni sklep poljubno poimenujemo, pod Child Link izberemo podlago robota 
(base_link), poimenujemo Parent Link, npr. world, in za tip sklepa izberemo Fixed. 
 
Izbiro shranimo in nadaljujemo na zavihku Planning Groups. Tu izberemo dele robota, ki 
skupaj tvorijo roko, ki jo bomo programirali. Ustvarimo novo skupino. Poljubno jo 
poimenujemo. Izbrano ime si zapomnimo saj ga pomembno pri programiranju. Izberemo 
reševalca kinematike (npr. KDL) in izberemo Add Joints. Na sliki 3.2 je prikazano, kako 
dodamo sklepe v skupino za programiranje. V primeru, da bi imeli na koncu robotske roke 




Slika 3.2: Izdelava skupine sklepov robota za programiranje in izbira reševalca kinematike 
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Naslednji korak je nastavitev lege robota. Tu lahko nastavimo poljubne uporabne lege 
robota, ki jih lahko pri programiranju brez problema kličemo preko API. Na sliki 3.3 so 
prikazane nastavitve pozicije, kjer imajo vse osi vrednost 0 (All Zeros). V primeru, da ima 
robot prijemalo, bi tu shranili legi odprtega in zaprtega prijemala. 
 
 
Slika 3.3: Nastavitev All Zeros poze robota 
 
Če želimo, lahko še nastavimo vrh robota (End-effector). Po navadi je to prijemalo. Ta 
korak sicer ni obvezen, saj vpliva le na interakcijo v grafičnem prikazovalniku rviz. 
 
Zadnji korak je ustvarjanje konfiguracijskih datotek, ki jih bo MoveIt! uporabljal. 
Ustvarimo datoteko kjer bomo shranili paket. To po dogovoru poimenovanja MoveIt! 
paketov v našem primeru poimenujemo fanuc_lrmate200id_moveit_config. Če paket 
deluje, lahko hitro preverimo z naslednjim ukazom v ukazni lupini: 
 
1 roslaunch fanuc_lrmate200id_moveit_config demo.launch 
 
Za vzpostavitev povezave in programiranje pravega robota potrebujemo še ustvariti nekaj 
dokumentov, nekatere znotraj pravkar generiranega MoveIt! paketa pa moramo dopolniti. 
Poiščemo datoteko config in ustvarimo dokument controllers.yaml. Vsebina je prikazana v 
prilogi A. S to datoteko definiramo katere člene robota bomo programirali in kako bomo to 
storili. Določimo ime tako imenovanega Action server in vrsto sporočila s katerim bomo 
programirali robota. Zanima nas server z imenom joint trajectory controller, ki ga lahko 
poiščemo v ukazni lupini s pomočjo ukaza rostopic list. Ime našega Action Server-
ja je joint_trajectory_action. 
 
Podobno lahko z ukazom rosmsg list poiščemo ime sporočila tipa 
FollowJointTrajectory, ki ga server uporablja. V našem primeru se imenuje enako kot tip 
sporočila (FollowJointTrajectory). 
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V primeru, da bi bila imena sklepov robota nestandardna, bi morali v datoteki paketa 
config dodati tekstovno datoteko joints.yaml. Tam bi definirali imena sklepov, ki jih robot 
uporablja. Ker pa so imena sklepov robota Fanuc LR Mate 200iD standardna (Joint_1, 
Joint_2,…), pa lahko ta korak izpustimo. 
 
V naslednjem koraku v datoteki launch poiščemo dokument (v tem primeru) 
fanuc_lrmate200id_moveit_controller_manager.launch.xml in ga odpremo. Dokument je 
prazna, vanj vnesemo kodo, ki je predstavljena v prilogi B. Koda znotraj te datoteke 
zažene datoteko contollers.yaml in vtičnik MoveItSimpleControllerManager, preko 
katerega bo MoveIt! pošiljal preračunane premike našemu robotu. 
 
V zadnjem koraku moramo znotraj datoteke launch ustvariti dokument 
myrobot_planning_execution.launch. Njegova vsebina je predstavljena v prilogi C. Znotraj 
tega dokumenta zaženemo .launch datoteke, ki zaženejo potrebne datoteke, da se ROS 
vzpostavi. Sistem je sedaj pripravljen za programiranje robota.  
 
 
3.4 Izdelava python skripte za izvajanje gibov 
Paket za izvajanje gibov naredimo s pomočjo programske opreme catkin. V ukazno lupino 
vnesemo ukaz za izdelavo paketa z imenom motion_scripts in odvisnostjo od jezika 
Python: 
 
1 catkin_create_pkg motion_scripts rospy 
 
S tem smo ustvarili prazen direktorij v katerega dodamo datoteki src in launch. Znotraj 
datoteke src ustvarimo tekstovno datoteko move.py. Ta datoteka bo vsebovala kodo za 
nadzor robota. 
 
Če želimo našo skripto zagnati z ukazom roslaunch, potrebujemo še izdelati datoteko s 
končnico .launch. Dodamo jo v paket, znotraj datoteke launch, in jo poljubno 
poimenujemo. 
 
Pri nastalih Python skriptah je vredno omeniti to, da včasih ubuntu datoteki .py ne zagotovi 
izvršljivih pravic. Da to zagotovimo, v ukazno lupino vpišemo ukaz: 
 
1 chmod +x <ime_datoteke.py> 
 
S tem je končana izdelava skripte. 
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4 Preizkus in rezultati 
Končni rezultat diplomskega dela je delujoč robotski sistem, ki ga krmilimo s sistemom ROS. 
Človek na računalniku ustvari program v izbranem jeziku, npr. Python, s katerim se bo 
izvajala zadana naloga na robotu. Uporabnik poveže osebni računalnik s krmilnikom robota 
preko sistema ROS in v ukazni lupini požene omenjeni program. Robot izvede nalogo brez 
napak. Končni sistem je na sliki 4.1. 
 
 
Slika 4.1: Sistem industrijskega robota z osebnim računalnikom 
 
 
4.1 Preizkus delovanja sistema 
Delovanje sistema smo preizkusili v ročnem in AUTO režimu. Prvi preizkus smo naredili v 
ročnem načinu, kjer smo preverjali prikazovanje lege robota na osebnem računalniku. Hitrost 
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pomika je bila počasna, da je bilo lažje preverjati delovanje sistema. Nato je sledila izvedba 
izdelanega programa v režimu AUTO. Prvič pri nizki hitrosti iz varnostnih razlogov. Ko smo 
bili prepričani o pravilnem delovanju, je sledila izvedba preizkušenega programa pri 100% 
hitrosti. 
 
Robot je imel na začetku vedno enako pozicijo, tako imenovano All Zeros. To je pozicija, kjer 




 Preizkus komunikacije sistema 4.1.1
 
Komunikacijo sistema smo preizkusili s preprostim testom. Na robotu smo preko TP nastavili 
IP naslov po korakih: 
‐ Odprli smo meni s pritiskom na gumb MENU. 
‐ S smernimi tipkami smo izbrali SETUP. Odprejo se podmeniji. Poiskali smo Host Comm 
in ga izbrali s pritiskom na ENTER. 
‐ Izbrali smo nastavitve TCP/IP 
‐ IP naslov povezovalnika smo nastavili na 192.168.0.1 
‐ IP naslov IP vrat smo nastavili na 192.168.0.5 
 
Nato smo PC preko TCP/IP kabla povezali s krmilnikom robota. V omrežnih nastavitvah smo 
dodali omrežje z ustreznimi naslovi, da smo vzpostavili povezavo. Krmilnik smo zagnali v 
režimu T1 in na TP pognali program ROS. Ta kliče program ROS_MOVESM ter zažene 
programa ROS_STATE in ROS_TRAJ, ki se vedno izvajata v ozadju. V ukazno lupino smo 
vnesli: 
 




S tem smo zagnali grafični vmesnik rviz, ki je prikazal robota v začetni legi. Na krmilniku 
smo preklopili režim dela na T1 in ročno pomikali robota. Premiki robota so bili v realnem 
času pravilno prikazani tudi v Rviz-u.  
 
Nato smo spremenili pozicijo robota tudi preko rviz GUI. S kurzorjem smo določili željeno 
končno lego robota in v zavihku Planning pritisnili na gumb Plan. ROS je z uporabo vtičnika 
kinematike izdelal načrt pomika v željeno točko. Nalogo smo zagnali s pritiskom na gumb 
Execute in robot se je po načrtovani poti premaknil v zastavljen cilj. S tem smo potrdili 
delovanje komunikacije sistema. 
 
 
 Izdelava paketa za manipulacijo robota 4.1.2
 
Preizkus sistema z uporabo skripte napisane v programskem jeziku Python služi kot potrditev, 
da sistem deluje. Program je zasnovan tako, da vrh robota premakne v izbrano točko. To sicer 
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ni tipična uporaba sistema ROS vendar zadostuje za naš preizkus. Bolj pogost način 
krmiljenja industrijskega robota je kombinacija prepoznave objektov z uporabo strojnega vida 
in programa za manipulacijo.  
 
Naredili smo MoveIt! paket myrobot_moveit_config po postopku, ki je bil predstavljen v 
poglavju 3.3. Skupino členov robota smo poimenovali manipulator. 
 
Nato smo izdelali paket planning_scripts po postopku iz poglavja 3.4. Znotraj mape src smo 
naredili program planning_script. Njegova koda z razlago je napisana spodaj.  
 
Na začetku smo ukazni lupini določili, da naš program zažene s prevajalnikom Python. 
 
1 #! /usr/bin/env python 
 
Nato se uvozijo vse Python knjižnice, ki so obvezne za izvedbo našega programa. Zelo 
pomemben je modul moveit_commander, ki nam omogoča komunikacijo z vmesnikom 
MoveIt rviz.  
 
2 import sys 
3 import copy 
4 import rospy 
5 import moveit_commander 
6 import moveit_msgs.msg 
7 import geometry_msgs.msg 
8 from math import pi 
9 from std_msgs.msg import String 
10 from moveit_commander.conversions import pose_to_list 
 






Nato ustvarimo objekt RobotCommander. Ta nam bo služil kot vmesnik našega robota. 
 
13 robot = moveit_commander.RobotCommander() 
 
Vmesnik okolja, v katerem naš robot obratuje, ustvarimo z objektom PlanningSceneInterface. 
 
14 scene = moveit_commander.PlanningSceneInterface() 
 
Za interakcijo MoveIt skupine členov, ki smo jo poimenovali manipulator, potrebujemo nov 
vmesnik. To je MoveGroupCommander. 
 
15 group = moveit_commander.MoveGroupCommander("manipulator") 
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V naslednjem koraku definiramo založnika, ki bo pošiljal sporočila v temo 
/move_group/display_planned_path. Rviz bo ta sporočila uporabil za prikazovanje načrtovane 
poti robota. 
 




Nato smo vključili nekaj vrstic kode, ki nam omogočajo izpisovanje stanja robota znotraj 
ukazne lupine. Sprva smo določili referenčni KS, ki ga bo program izpisal. 
 
17 planning_frame = group.get_planning_frame() 
18 print "============ Reference frame: %s" % planning_frame 
 
Naslednji vrstici izpišeta ime skupine sklepov, ki jo programeramo. 
 
19 group_names = robot.get_group_names() 
20 print "============ Robot Groups:", robot.get_group_names() 
 
Na koncu smo dodali vrstico, ki nam bo izpisovala trenutno stanje robota. To nam pomaga 
spremljati delovanje procesa. 
 
21 print "============ Printing robot state" 
22 print robot.get_current_state() 
23 print "" 
 
Sedaj lahko določimo lego vrha robota, ki jo želimo doseči. Za to potrebujemo štiri 
koordinate. 
 
24 pose_goal = geometry_msgs.msg.Pose() 
25 pose_goal.orientation.w = 1.0 
26 pose_goal.position.x = 0.5 
27 pose_goal.position.y = 0 
28 pose_goal.position.z = 0.47 
29 group.set_pose_target(pose_goal) 
 
Sedaj nam ostaneta le izdelava načrta pomika in izvedba naloge. 
 




Na koncu smo klicali ukaz stop() in clear_pose_targets(). Tako se prepričamo, da se robot ne 
bo več premikal, ko doseže željen cilj. 
 
Znotraj paketa smo poleg direktorija src dodali mapo launch. Tu smo ustvarili datoteko 
launch_script.launch. Vsebina je opisana spodaj. 
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1 <launch> 
2     <node name="move" pkg="planning_scripts" 
type="planning_script.py" output="screen"> 
3     </node> 
4 </launch> 
 
S tem smo določili ukaz move, ki zažene datoteko planning_script.py znotraj paketa 
planning_scripts. Uporabili smo ga za izvedbo našega programa znotraj ukazne lupine. 
 
 
 Izvedba programa 4.1.3
 
Znova smo vzpostavili povezavo med PC in krmilnikom ter zagnali program ROS v režimu 
T1. Teoretično bi lahko že zdaj pognali zaknali konfiguracijski paket in program za premik 
robota vendar ta rešitev ni praktična, saj bi za delovanje sistema vedno morali držati tipko 
SHIFT in mrtvečevo stikalo na TP. Da to nebi bilo potrebno, smo izklopili TP in na krmilniku 
preklopili na režim AUTO. S TP smo odpravili napake in nadaljevali z izvajanjem ROS 
programov s pritiskom na gumb CYCLE START. Na ekranu TP, kjer je stanje sistema, je 
izpisalo RUNNING. Nato smo v ukazni lupin zagnali konfiguracijsko datoteko z ukazom: 
 




 Odprli smo novo okno v ukazni lupini in pognali naš program z ukazom: 
 
1 roslaunch planning_scripts planning_script.launch 
 
Robot uspešno doseže željeno lego, hkrati pa smo proces spremljali v rviz GUI. Izvedba 
naloge je prikazana na sliki 4.2. Posamezni podsklopi slike so obrazloženi spodaj. 
 
Med izvajanjem programa smo v tretjem oknu pognali ukaz: 
 
1 rqt_graph graph 
 
S tem smo zagnali grafični vmesnik, ki prikazuje graf sistema ROS. Slika grafa programov, ki 
so se izvajali med opravljanjem naloge so prikazani na sliki 4.3. 
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Slika 4.2: Robot pred in po izvedbi programa 
 
Začetna lega robota je bila All Zeros (podsklopa A in C). Robot se je ustavil v zastavljeni legi 










ROS je zanimiv projekt, ki ga lahko uporabljamo na katerem koli robotu. V našem primeru 
se je izkazalo, da je implementacija sistema na industrijskem robotu malce bolj zahtevna. 
Pred začetkom snovanja zastavljenega sistema smo se dobro spoznali z delovanjem robota 
Fanuc. V ta namen smo imeli tudi kratko uvajanje, ki ga je vodil uslužbenec pooblaščenega 
serviserja robota. Nato smo pregledali literaturo programskega paketa ROS. Prva težava je 
bila izbira različice sistema Ubuntu, saj obstaja več različic ROS. Izbira je pomembna, saj 
niso vsi kompatibilni med seboj. Hkrati nismo želeli namestiti zadnje izdane programske 
opreme. Ta je namenjena za izkušene uporabnike ROS, saj je še v razvojni stopnji. Pri 
izbiri smo si pomagali z ROS paketi, ki smo jih potrebovali. Ti imajo v opisu vedno 
navedeno priporočeno različico, na katerem obratujejo. 
 
Med namestitvijo paketov ROS smo ugotovili, da je priporočljivo predznanje sistema 
Ubuntu. Večino dela na PC poteka prek njegove ukazne lupine. S samo namestitvijo 
potrebnih paketov nismo imeli težav, saj je postopek dobro dokumentiran. Zasledili pa 
smo, da se včasih navodila sklicujejo na starejše različice sistemov. Na srečo so ukazi v 
večini primerov enaki. Morali smo paziti le pri ukazih, ki so vsebovali imena različic ROS. 
V kolikor smo imeli dodatna vprašanja, smo odgovore lahko našli tudi na forumih ROS. 
 
Med namestitvijo gonilnikov ROS na krmilnik robota smo večkrat naleteli na težave. Tako 
kot ROS obstaja več obstoječih gonilnikov, ki delujejo na različnih različicah programske 
opreme krmilnika robota. Zasledili smo, da je dokumentacija paketa na tem področju 
malce skopa, vendar na srečo ni bilo veliko izdaj. Delovala je najnovejša inačica 
gonilnikov, če bi imeli težave pa bi lahko hitro poiskali pravo verzijo s probavanjem. Nato 
smo ugotovili, da gonilniki ne delujejo, ker krmilnik ni imel nameščenih opcij R632 – 
KAREL in R648 –USM. Morali smo kontaktirati serviserja robota, da smo jih lahko 
pridobili. Nato smo imeli težavo pri nastavitvah programov ros_state in ros_relay. Večkrat 
smo morali spreminiti nastavitve. Mislimo, da včasih pri nameščanju programov na 
krmilnik preko zunanjega vira lahko pride do neke težave, ki jo odpravimo s ponovno 
namestitvijo.  
 
Ko so bili gonilniki nameščeni in nastavljeni, smo lahko nadaljevali s preizkusom sistema. 
Pri izdelavi programa v jeziku Python smo naleteli na veliko težavo. Sistem je pri zagonu 
programa vedno javil enako napako. Ugotovili smo, da je bila problematična Python 
knjižnica, ki na različici ROS Indigo ne deluje. Težavo smo odpravili z namestitvijo 
Diskusija 
48 
različice ROS Kinetic. Nato z izdelavo paketa za kontrolo robota nismo imeli težav. Pri 
samem preizkušanju smo sicer občasno naleteli na težavo pri povezavi med PC in 
krmilnikom. Uporabljen robot ima sicer možnost povezave na PC. Ta prek brskalnika 
Internet Explorer omogoča ogled programom, ki jih je robot izvaja. Ugotovili smo, da se tu 
pojavi enaka težava. Menimo, da povezovanje z robotom enostavno ni najbolj zanesljivo. 
Težavo smo delno rešili tako, da smo menjali IP naslove povezave, dokler ni povezava 
delovala. 
 
Med samim izvajanjem nalog smo opazili, da premiki robota ne potekajo popolnoma 
enakomerno. Tekom izdelave naloge se v to nismo preveč poglabljali. Pri nižjih hitrostih 
smo to komaj zasledili, pri polni hitrosti pa je to že bolj opazno. Morda bi lahko to 
izboljšali z drugačnimi nastavitvami ROS programov na robotskem krmilniku. Pri 
izvajanju programa naloge smo ugotovili, da je potrebno dodati nekaj ukazov glede gibanja 
robota. Včasih se ta premakne v cilj tako, da se nek segment robota večkrat zavrti okoli 
svoje osi. 
 
Z delovanjem sistema, ki smo ga vzpostavili, smo zadovoljni in menimo, da je pripravljen 






V tem zaključnem delu smo pokazali, kako se implementira programski paket ROS na 
industrijski robot Fanuc LR Mate 200iD. Opisali smo, kaj nam to omogoča in kako poteka 
delo na takem sistemu. 
 
V prvem delu diplomske naloge smo pregledali literaturo. V drugem delu smo opisali 
postopke snovanja našega sistema. V zadnjem delu smo predstavili dobljene rezultate 
naloge. 
1) Predstavili smo industrijske robote in opisali različne konfiguracije ter kako delujejo. 
Opisali smo izobraževalno celico Fanuc, ki smo jo uporabili za izvedbo naloge. 
2) Predstavili smo sestavne dele ROS. Opisali smo, kako se uporabljajo posamezni 
moduli sistema. 
3) Predstavili smo programski paket MoveIt! in vtičnike, ki jih uporablja. 
4) Poiskali smo ROS gonilnike za robote Fanuc. Nato smo jih namestili na krmilnik R-
30iB. Sistem smo pripravili z nastavitvami zastavic, registrov, omrežja in programov 
ros_movesm, ros_state ter ros_relay. 
5) Na osebni računalnik smo namestili ROS Kinetic z operacijskim sistemom Ubuntu 
16.04. Nato smo izdelali delovni prostor catkin_ws. 
6) Namestili smo paketa fanuc_driver in fanuc_driver_exp. S tem smo si priskrbeli 
ogrodje programov za interakcijo s krmilnikom robota Fanuc LR Mate 200iD. 
7) Vzpostavili smo TCP/IP povezavo med osebnim računalnikom in krmilnikom robota s 
sistemom ROS. Delovanje komunikacije smo preverili v rviz GUI. 
8) Izdelali smo konfiguracijski paket MoveIt! in ga preuredili za programiranje robota 
Fanuc LR Mate 200iD. Kasneje smo ga uporabili za manipulacijo robotske roke. 
9) Izdelali smo ROS paket planning_scripts. Znotraj smo v programskem jeziku Python 
napisali skripto planning_script.py. V programu smo določili lego robota, ki jo želimo 
doseči. V paketu smo dodali datoteko launch_script.launch. S tem smo v ukazno 
lupino dodali ukaz za zagon skripte. 
10) Odprli smo dve okni v ukazni lupini. V prvem smo zagnali konfiguracijski MoveIt! 
paket. S tem smo zagnali roscore in programe za programiranje robota Fanuc LR Mate 
200iD. V drugem oknu smo z ukazom roslaunch zagnali naš program. Proces smo 
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pozorno spremljali tudi v GUI rviz. Robot je uspešno dosegel zastavljeno lego, sistem 
ni javil nobenih napak. 
 
Predlogi za nadaljnje delo 
 
Trenuten sistem je lahko osnova za več robotskih procesov. En primer je, da se sistemu 
doda kamero in ROS programe za prepoznavanje predmetov. Nato se lahko izdela 
algoritem za manipulacijo in zlaganje predmetov, ki so različnih oblik in velikosti. 
 
Drug primer bi bil samodejno načrtovanje obdelave predmeta. Sistemu bi dodali 3D 
skener, s katerim bi robot poslikal obliko predmeta. Nato bi z računalniškim algoritmom 
sam izdelal trajektorijo obdelave na željeno obliko. Pri tem je možna izvedba z že 
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  - name: "" 
    action_ns: joint_trajectory_action 
    type: FollowJointTrajectory 
    joints: 
      - joint_1 
      - joint_2 
      - joint_3 
      - joint_4 
      - joint_5 











  <rosparam file="$(find 
myrobot_moveit_config)/config/controllers.yaml"/> 
  <param name="use_controller_manager" value="false"/> 
  <param name="trajectory_execution/execution_duration_monitoring" 
value="false"/> 












  <!-- The planning and execution components of MoveIt! configured to run 
--> 
  <!-- using the ROS-Industrial interface. --> 
  
  <!-- Non-standard joint names: 
       - Create a file [robot_moveit_config]/config/joint_names.yaml 
           controller_joint_names: [joint_1, joint_2, ... joint_N]  
       - Update with joint names for your robot (in order expected by rbt 
controller) 
       - and uncomment the following line: --> 
  <!-- <rosparam command="load" file="$(find 
[robot_moveit_config])/config/joint_names.yaml"/> --> 
  
  <!-- the "sim" argument controls whether we connect to a Simulated or 
Real robot --> 
  <!--  - if sim=false, a robot_ip argument is required --> 
  <arg name="sim" default="true" /> 
  <arg name="robot_ip" unless="$(arg sim)" /> 
  
  
  <!-- load the robot_description parameter before launching ROS-I nodes 
--> 
  <include file="$(find 
myrobot_moveit_config)/launch/planning_context.launch" > 
    <arg name="load_robot_description" value="true" /> 
  </include> 
 
  <!-- run the robot simulator and action interface nodes --> 
  <group if="$(arg sim)"> 
    <include file="$(find 
industrial_robot_simulator)/launch/robot_interface_simulator.launch" /> 
  </group> 
 
  <!-- run the "real robot" interface nodes --> 
  <!--   - this typically includes: robot_state, motion_interface, and 
joint_trajectory_action nodes --> 
  <!--   - replace these calls with appropriate robot-specific calls or 
launch files --> 
  <group unless="$(arg sim)"> 
    <include file="$(find 
fanuc_lrmate200id_support)/launch/robot_interface_streaming_lrmate200id.l
aunch" > 
      <arg name="robot_ip" value="$(arg robot_ip)"/> 
    </include> 
  </group> 
 
  <!-- publish the robot state (tf transforms) --> 
  <node name="robot_state_publisher" pkg="robot_state_publisher" 
type="robot_state_publisher" /> 
 
  <include file="$(find myrobot_moveit_config)/launch/move_group.launch"> 
    <arg name="publish_monitored_planning_scene" value="true" /> 
  </include> 
  
 
  <include file="$(find 
myrobot_moveit_config)/launch/moveit_rviz.launch"> 
    <arg name="config" value="true"/> 
  </include> 
   
  <include file="$(find 
myrobot_moveit_config)/launch/default_warehouse_db.launch" /> 
 
  <param 
name="move_group/trajectory_execution/allowed_execution_duration_scaling" 
value="4.0" /> 




  <!--<node name="move" pkg="planning_scripts" type="planning_script.py" 
output="screen"> 
  </node>--> 
   
</launch>  
  
  
 
 
