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Nebst strukturierten Business Prozessen existieren in Unternehmen auch unstrukturierte
Business Prozesse. Solche unstrukturierten Business Prozesse sind schwierig zu modellie-
ren, weil viele Eventualita¨ten auftreten ko¨nnen. Der Verlauf wird durch einen Knowledge
Worker bestimmt und ist somit nur teilweise vorhersehbar. Ein Beispiel eines unstruk-
turierten Business Prozesses ist die Behandlung eines Patienten durch einen Arzt.
Zur Unterstu¨tzung unstrukturierter Business Prozesse ko¨nnen keine Process Engines
genutzt werden, weil dazu ein Prozess Modell vorliegen muss. Das ist einer der Gru¨nde,
dass sich Unternehmen zur Unterstu¨tzung von unstrukturierten Business Prozessen zum
Beispiel E-Mail Programmen und Dokumenten bedienen. Die Nachvollziehbarkeit wie
auch die U¨bersicht u¨ber die laufenden Business Prozesse und die Automatisierbarkeit
sind so eingeschra¨nkt.
Diese Master Thesis erarbeitet ein Konzept und ein Prototyp einer Business Process as a
Service (BPaaS) Plattform. Diese Plattform wird in der Cloud betrieben und unterstu¨tzt
Unternehmen bei der Abwicklung von unstrukturierten Business Prozessen. Zentrales
Artefakt ist der Ad Hoc Prozess. Der Ad Hoc Prozess ist ein Ansatz, wie unstruktu-
rierte Business Prozesse ohne vorangehende Prozess Modellierung unterstu¨tzt werden
ko¨nnen. Dabei bedient sich dieser Ansatz so genannten Activity Patterns, welche wie-
derkehrende Muster in Business Prozessen darstellen. Beispiele von Activity Patterns
sind die Ausfu¨hrung einer Aufgabe oder die Herbeifu¨hrung einer Entscheidung. Zu-
dem wird eine Implementierung des vorgeschlagenen Ansatzes in Form eines lauffa¨higen
Prototyps vorgelegt. Dieser Prototyp basiert auf der Camunda BPM Plattform. Nebst
der Abwicklung von unstrukturierten Business Prozessen unterstu¨tzt der Prototyp auch
das automatisierte On-Boarding (Erstellen eines Zugangs) eines Unternehmens auf die
BPaaS Plattform.
Die Resultate dieser Master Thesis zeigen auf, dass unstrukturierte Business Prozesse mit
dem erarbeiteten Ad Hoc Prozess abgewickelt werden ko¨nnen und damit Unternehmen
eine Hilfestellung bei der Ausfu¨hrung von unstrukturierten Business Prozessen geboten
werden kann. Ob sich der erwartete Nutzen durch die Benutzung der BPaaS Plattform
fu¨r ein Unternehmen einstellt, kann in weiteren Forschungsarbeiten ermittelt werden.
Als Basis dazu dienen die erarbeiteten Resultate.
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Kapitel 1
Einleitung
Nebst strukturierten Business Prozessen, welche immer wieder gleich ablaufen, existieren
in Unternehmen unstrukturierte Business Prozesse. Nach [1] haben gema¨ss einer Umfrage
der Association for Information and Image Management (AIIM) 51% der befragten
Unternehmen ausgesagt, dass mehr als die Ha¨lfte ihrer Business Prozesse unstrukturiert
verlaufen [2]. Die unstrukturierten Business Prozesse sind wissensintensiv, dynamisch
und laufen situationsabha¨ngig auf unterschiedliche Art und Weise ab [3]. Die als na¨chstes
zu ta¨tigenden Aufgaben sind abha¨ngig von den Resultaten und Erkenntnissen, welche
entlang des unstrukturierten Business Prozesses durch ein Knowledge Worker erarbeitet
werden [4].
Viele dieser unstrukturierten Business Prozesse werden nach [5] lediglich mit Hilfe von
E-Mail Programmen und Dokumenten abgewickelt. Dabei handelt sich ein Unterneh-
men Nachteile ein, wie zum Beispiel fehlende Transparenz u¨ber die laufenden Business
Prozesse, fehlende Kontrollen und fehlende Rechenschaftspflicht.
Die in dieser Master Thesis zu konzipierende und realisierende Business Process as a
Service (im Folgenden: BPaaS) Plattform soll solche unstrukturierten Business Prozesse
unterstu¨tzen und Transparenz u¨ber die ablaufenden unstrukturierten Business Prozesse
schaffen. Das Zielpublikum sind Unternehmen aus verschiedenen Branchen.
BPaaS baut auf dem Cloud Stack auf und ist nach [6] die na¨chst ho¨here Abstraktions-
schicht, welche auf dem Software as a Service (SaaS) Layer aufsetzt. BPaaS bedeutet
nicht nur, dass dem Benutzer Software als ein Service angeboten wird, sondern auch,
dass dem Benutzer Business Prozesse und Kontrollfluss Logik als Service zur Verfu¨gung
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gestellt werden. Durch das Anbieten als Service muss sich ein Unternehmen nicht mehr
selbst um den Betrieb und die Wartung eines Business Process Management Systems
(im Folgenden: BPMS) ku¨mmern.
1.1 Problemstellung
Unstrukturierte Business Prozesse sind eine Sammlung von Business Aktivita¨ten, deren
Auspra¨gung und Reihenfolge von Fall zu Fall unterschiedlich ist [7]. Nach [7] sind das vor
allem wissensintensive Tasks, wie zum Beispiel Incident Management oder Consulting
Dienstleistungen.
In [8] wird erwa¨hnt, dass viele Business Prozesse wegen ihrer Ad Hoc Charakteristik
schwierig zu modellieren sind. Deshalb kommen fu¨r unstrukturierte Business Prozesse
traditionelle Process Engines nicht in Frage, weil hier ein Prozess Modell Voraussetzung
ist, damit ein Business Prozess abgewickelt werden kann [4].
Die zu konzipierende und realisierende BPaaS Plattform soll unstrukturierte Business
Prozesse unterstu¨tzen, indem ein Ansatz gewa¨hlt wird, bei welchem kein Business Pro-
zess Modell vorab erstellt werden muss. Durch das Anbieten von so genannten Activity
Patterns kann ein Business Prozess ohne vorga¨ngige Modellierung abgewickelt werden.
Activity Patterns sind Muster von Business Funktionen, welche ha¨ufig in Business Pro-
zessen gefunden werden [9]. Die zu unterstu¨tzenden Activity Patterns sind bei der Analy-
se von Business Prozessen durch Keller et al. [10] als wiederkehrende Muster aufgefallen.
Die BPaaS Plattform soll dabei von mehreren Unternehmen (oder Mandanten) gleich-
zeitig genutzt werden ko¨nnen.
Der Vorteil vom Activity Pattern Ansatz (oder Allgemein von der BPaaS Plattform) ist,
dass grundsa¨tzlich beliebige Business Prozesse unterstu¨tzt werden ko¨nnen, ohne dass der
Business Prozess im Voraus modelliert werden muss (so lange es Kombinationen von Ac-
tivity Patterns sind). Es kann jederzeit ein beliebiger Business Prozess durch den Know-
ledge Worker gestartet werden. Dies fu¨hrt dazu, dass im Idealfall fu¨r die Unterstu¨tzung
von unstrukturierten Business Prozessen weder Prozess Analysten (mit hohem Model-
lierungswissen) noch IT Fachleute (mit Programmierkenntnissen) notwendig sind.
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Die BPaaS Plattform ist fu¨r Unternehmen von Nutzen, welche keine Toolunterstu¨tzung
fu¨r die Abwicklung unstrukturierter Business Prozesse besitzen. Business Prozesse ko¨nnen
ohne grossen Vorbereitungsaufwand auf der BPaaS Plattform abgewickelt werden. Ein
weiterer Nutzen resultiert aus dem Cloud Ansatz: Ein Unternehmen muss keine eigene
IT Infrastruktur fu¨r den Betrieb einer Process Engine aufbauen und warten. Auch muss
die BPMS Software nicht selber installiert, konfiguriert und gewartet werden. Dadurch,
dass die Business Prozesse auf dem Cloud Stack abgewickelt werden, ko¨nnen hohe Lasten
aufgefangen werden respektive bei hoher Last die zur Verfu¨gung stehende Performan-
ce hochskaliert werden. Ein weiterer Vorteil ist, dass vorab fu¨r ein Unternehmen keine
grossen Investitionen notwendig sind, um sich mit dem Thema BPaaS auseinander zu
setzen. Das Risiko reduziert sich so fu¨r ein Unternehmen [11].
Eine BPaaS Plattform, welche die Ausfu¨hrung von unstrukturierten Business Prozes-
sen mittels Activity Patterns anbietet, existiert nach heutigem Stand des Wissens nicht
(vergleiche Kapitel 2.1). Somit fehlt es Unternehmen an einer Umgebung, u¨ber wel-
che unstrukturierte Business Prozesse abgewickelt werden ko¨nnen, ohne vorga¨ngig ent-
sprechende Prozess Modelle zu entwickeln und technische (ausfu¨hrbare) Modelle davon
abzuleiten (vergleiche [10]).
1.2 Zielsetzungen
Das Ziel dieser Master Thesis ist die Entwicklung und Evaluierung von zwei Artefakten:
1. Es soll ein Konzept fu¨r eine Cloud-basierte BPaaS Plattform erarbeitet werden,
u¨ber welche unstrukturierte Business Prozesse unter Verwendung von Activity
Patterns abgewickelt werden ko¨nnen. Die Plattform soll auf dem Cloud Stack
aufbauen und die Camunda Process Engine [12] fu¨r die Ausfu¨hrung der Business
Prozesse als Basis verwenden.
2. Die BPaaS Plattform soll prototypisch implementiert werden, gegen Kriterien eva-
luiert werden und die Implementation u¨ber einen Cloud Dienstleister (z.B. Ama-
zon Web Services [13]) vero¨ffentlich werden. Dazu geho¨rt auch eine Webseite, u¨ber
welche ein Mandant ero¨ffnet und gelo¨scht werden kann.
Einleitung 4
Durch die Entwicklung und Evaluierung dieser Artefakte soll neues Wissen entstehen, um
welches die Knowledge Base erweitert werden kann (siehe Kapitel 3 Forschungsmethode).
1.3 Forschungsfragen
Die Hauptforschungsfrage und die dazugeho¨rigen Unterforschungsfragen leiten sich aus
den Zielsetzungen im Kapitel 1.2 ab.
1.3.1 Hauptforschungsfrage
HF: Wie kann eine BPaaS Plattform realisiert werden, welche unstrukturierte Busi-
ness Prozesse mittels Activity Patterns auf Basis von Camunda als Service anbietet?
1.3.2 Unterforschungsfragen
UF 1: Welche Arten von Zusammenarbeit zwischen verschiedenen organisatorischen
Rollen sollen durch die BPaaS Plattform unterstu¨tzt werden?
UF 2: Wie ko¨nnen die Activity Patterns auf der BPaaS Plattform angeboten werden?
UF 3: Was muss pro Activity Pattern konfigurierbar und parametrierbar sein, damit
die Activity Patterns Mandanten-spezifisch genutzt werden ko¨nnen?
UF 4: Welche Regeln bezu¨glich Activity Pattern Reihenfolge mu¨ssen auf der BPaaS
Plattform abgebildet werden?
UF 5: Wie ko¨nnen beliebig anfallende Prozess Daten zur Verfu¨gung gestellt und per-
sistiert werden?
UF 6: Welche Kriterien sollen herangezogen werden, um zu entscheiden, welche
Multi-Tenancy Architektur umgesetzt wird?
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UF 7: Wie ko¨nnen Benutzer- und Gruppen Informationen, z.B. ab einem LDAP beim
Mandanten, in die BPaaS Plattform integriert werden?
1.4 Umfang und Abgrenzung
Vonseiten des Erstgutachters wurde die Anforderung an diese Master Thesis herange-
tragen, dass sich die zu unterstu¨tzenden unstrukturierten Business Prozesse aus einer
vorgegebenen Sammlung an Activity Patterns zusammensetzen sollen [10]. Des Weite-
ren wurde vorgegeben, dass die BPaaS Plattform auf dem Camunda BPM Framework
aufbauen soll. Camunda ist ein Open-Source, Java-basiertes Framework, welches Busi-
ness Process Model and Notation (im Folgenden: BPMN) unterstu¨tzt [12]. BPMN 2.0
ist ein ISO Standard fu¨r die Business Prozess Modellierung [14]. Im Kern ist Camun-
da eine Modell Ausfu¨hrungs-Engine, welche nebst anderen Notationen auch BPMN 2.0
ausfu¨hren kann. Die Modell Ausfu¨hrungs-Engine bildet das Herzstu¨ck von der BPaaS
Plattform. Sie fu¨hrt die Business Prozess Instanzen aus und u¨berwacht deren Status.
Die in dieser Master Thesis verwendete Version ist Camunda 7.6.0 [15].
Weiter existieren grundsa¨tzliche Sachverhalte, welche gema¨ss Aufgabenstellung vom Au-
tor als gegeben angenommen werden. Die Relevanz einer BPaaS Plattform wird als ge-
geben betrachtet und nicht hinterfragt. Es werden demnach im Rahmen dieser Master
Thesis keine Abkla¨rungen gemacht, ob ein Bedu¨rfnis an einer BPaaS Plattform besteht.
Zudem wird es als gegeben betrachtet, dass Knowledge Worker ihre Arbeit mittels Ac-
tivity Patterns organisieren ko¨nnen. Es wird weiter auch nicht hinterfragt, ob es von
Unternehmen gewu¨nscht ist, dass die BPaaS Plattform in der Cloud betrieben wird und
somit die Prozess Daten nicht unter Kontrolle der Unternehmen sind.
1.5 Aufbau der Master Thesis
Diese Master Thesis ist folgendermassen gegliedert:
Kapitel 1 fu¨hrt den Leser in das Thema und die Problemstellung ein. Weiter werden
die Ziele und die zu beantwortenden Forschungsfragen aufgezeigt. Kapitel 2 erla¨utert
den State-of-the-Art und vertieft weitere Aspekte des Themengebiets. In Kapitel 3 wird
die Forschungsmethode erla¨utert. Die Forschungsmethode beschreibt die Vorgehensweise
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der Erkenntnisgewinnung mit dem Ziel, die Forschungsfragen beantworten zu ko¨nnen.
Zudem wird beschrieben, wie und anhand welcher Kriterien die Artefakte evaluiert wer-
den. In Kapitel 4 wird das zentrale Artefakt dieser Master Thesis, der Ad Hoc Prozess,
erarbeitet. Die Benutzeroberfla¨che von der BPaaS Plattform wird in Kapitel 5 entwor-
fen. In Kapitel 6 wird aufgezeigt, wie ein BPaaS Plattform Zugang fu¨r ein Unternehmen
automatisiert eingerichtet werden kann. Kapitel 7 beschreibt, welche Herausforderungen
und Lo¨sungen bezu¨glich der Zurverfu¨gungstellung und Speicherung von Prozess Daten
existieren. Kapitel 8 zeigt auf, wie die Arbeitsergebnisse dieser Master Thesis entspre-
chend der Forschungsmethode evaluiert werden.
Zum Abschluss werden in Kapitel 9 die Resultate dieser Master Thesis zusammengefasst,
die Forschungsfragen beantwortet, die Vorgehensweise und Resultate dieser Master The-
sis kritisch gewu¨rdigt sowie einen Ausblick gegeben.
Die Anha¨nge A und B beschreiben die Produktiv- sowie die Entwicklungsumgebung und




Ha¨ufig lassen sich Business Prozesse nicht u¨ber ein Business Prozess Modell formali-
sieren, weil zu viele Eventualita¨ten auftreten ko¨nnen und der Verlauf vom Business
Prozess abha¨ngig von Interpretationen und Entscheidungen eines Knowledge Workers
ist [7]. Viele Business Prozesse, vor allem wissensintensive Business Prozesse, starten
Ad Hoc ohne im Voraus geplant zu werden [7]. Ein Prozess Modell wu¨rde unter der
Beru¨cksichtigung aller Ausnahmefa¨lle sehr schnell auf ein Ausmass anwachsen, welches
nicht mehr handhabbar und versta¨ndlich ist [3, 7].
Die Basis von Business Prozess Management Systemen (im Folgenden: BPMS) ist ein
Business Prozess Modell, welches zuerst modelliert und dann ausgefu¨hrt wird. Entspre-
chend ko¨nnen unstrukturierte Prozesse auf einem BPMS nicht ausgefu¨hrt werden, weil
kein Business Prozess Modell vorliegt [7].
Process Engines, welche Business Process Model and Notation (BPMN) oder auch Case
Management Model and Notation (CMMN) Modelle ausfu¨hren ko¨nnen, gibt es viele am
Markt. Ein Beispiel ist Camunda [12]. Weiter lassen sich im Internet auch Plattformen
finden, welche unter dem Begriff BPaaS angeboten werden. Zwei davon sind die BPaaS
Plattformen der Scheer Group [16] sowie von Tata Consultancy Services (TCS) [17].
Beide Plattformen scheinen aber nur strukturierte Prozesse zu unterstu¨tzen.
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Zu Plattformen, welche unstrukturierte Business Prozesse unterstu¨tzen, findet man we-
nig Literatur. Eine BPaaS Plattform, welche das Ausfu¨hren von unstrukturierten Busi-
ness Prozessen als Service anbietet, wurde bei der Recherche nicht gefunden.
2.2 Activity Patterns
Wird im Business Prozess Bereich von Patterns gesprochen, dann sind meist so genannte
Workflow Patterns gemeint [18]. Workflow Patterns bieten eine Vorlage fu¨r wiederkeh-
rende Abla¨ufe in Workflows. In [18] wird erla¨utert, dass solche Workflow Patterns die
Modellierungsphase (Design Time) erheblich beschleunigen ko¨nnen.
Die in dieser Master Thesis zu verwendenden Activity Patterns stellen nach [9] eine
Business Funktion dar, welche ha¨ufig in Business Prozessen gefunden werden kann. In
[10] wurden die Activity Patterns entwickelt, um ein weiteres Problem zu lo¨sen: Es
soll eine automatisierte Ableitung vom technischen (ausfu¨hrbaren) Modell ermo¨glicht
werden, indem in der Modellierungsphase diese Activity Patterns verwendet werden. Bei
diesem sonst manuellen Vorgang treten ha¨ufig Probleme auf, welche umgangen werden
ko¨nnen, indem die Prozess Modelle aus Activity Patterns aufgebaut werden.
Im Rahmen dieser Master Thesis werden die Activity Patterns nicht bei der Model-
lierung von Business Prozessen eingesetzt, sondern erst zur Laufzeit. Wie bereits im
Kapitel 1 erla¨utert, soll ein Ansatz gesucht werden, welcher ohne vorangehende Prozess
Modellierung auskommt. Dieser Ansatz wird im na¨chsten Abschnitt 2.3 beschrieben.
In [10] ist erwa¨hnt, dass die nachfolgenden zehn Activity Patterns (siehe Tabelle 2.1)
ausgereicht haben, einfache Business Prozesse bei zwei Automatisierungsprojekten im
o¨ffentlichen Bereich abzubilden. Im Rahmen dieser Master Thesis soll versucht werden,
unstrukturierte Business Prozesse auf Basis von diesen Activity Patterns anzubieten. So
kann auf eine Business Prozess Modellierung verzichtet werden.
Activity Pattern Beschreibung
Ero¨ffnen von Business Case Damit wird eine eindeutige ID fu¨r den Business
Case erzeugt und die Prozess Daten instanziiert.
Schliessen von Business Case Damit wird der Business Case abgeschlossen und
die Prozess Daten archiviert.
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Editieren von Prozess Daten Das Ziel von jeder Aktivita¨t ist es, die Prozess
Daten zu erfassen, zu a¨ndern oder zu lo¨schen.
Verfeinern von Prozess Daten Hier geht es darum, bestehende Daten miteinan-
der zu verknu¨pfen und zu verfeinern. Es werden
keine Daten gea¨ndert, erfasst oder gelo¨scht.
Exportieren von Prozess Daten Beim Exportieren von Prozess Daten werden Da-
ten an externe Umsysteme exportiert oder an
Prozessteilnehmer verschickt (z.B. per E-Mail).
Importieren von Prozess Daten Beim Importieren von Prozess Daten werden Da-
ten von externen Umsystemen empfangen und in
den Prozess Daten abgelegt.
Entscheidung Es wird aufgrund von den Prozess Daten eine
Entscheidung gefa¨llt.
Ausfu¨hren von Task Damit wird eine Aufgabe abgebildet, welche
ein Benutzer z.B. in einem externen System
durchfu¨hren muss und mitteilen muss, dass die
Aufgabe durchgefu¨hrt wurde.
Event absetzen Es wird damit ein Ereignis abgesetzt.
Event empfangen Es wird damit auf ein Ereignis gewartet.
Tabelle 2.1: Activity Patterns [10]
2.3 Ad Hoc Prozess
Die BPaaS Plattform soll einem Knowledge Worker ermo¨glichen, die na¨chsten aus-
zufu¨hrenden Aktionen in Form von Activity Patterns auszuwa¨hlen und diese in Auftrag
zu geben. Sobald diese Aktionen durchgefu¨hrt wurden, soll der Knowledge Worker die
na¨chsten Aktionen auswa¨hlen ko¨nnen. Dieser Ablauf wiederholt sich so lange, bis das
Ziel vom Knowledge Worker erreicht ist. Entsprechend handelt es sich um einen Ab-
lauf, welcher aus zwei Aktivita¨ten besteht (Activity Patterns auswa¨hlen und Activity
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Patterns ausfu¨hren) und beliebig oft wiederholt werden kann. Dieser Ablauf wird vom
Autor Ad Hoc Prozess genannt, weil ein solcher Business Prozess sich jederzeit starten
la¨sst und der Ablauf Ad Hoc zur Laufzeit in Form von Activity Patterns bestimmt wird.
In [19] wurde ein a¨hnliches Konstrukt als Proof of Concept implementiert. Der erla¨uterte
Ansatz ist vom Prinzip her derselbe wie der im Rahmen dieser Master Thesis umzuset-
zende Ad Hoc Prozess. Dabei werden aber in [19] nicht einzelne Aktivita¨ten (Activity
Patterns) ausgewa¨hlt und ausgefu¨hrt, sondern ganze Subprozesse, welche in Form von
BPMN Prozess Modellen vorliegen.
2.4 Prozess Daten
In [20] sind einige Eigenschaften und Charakteristiken von unstrukturierten Business
Prozessen beschrieben. Unter anderem ist erwa¨hnt, dass unstrukturierte Business Pro-
zesse inhaltsintensiv, analysegetrieben und dynamisch sind. Unter Beru¨cksichtigung die-
ser Eigenschaften wird klar, dass sa¨mtliche Informationen und Dokumente (so genannte
Prozess Daten), welche wa¨hrend der Ausfu¨hrung eines unstrukturierten Business Pro-
zesses erarbeitet und bearbeitet wurden, jederzeit dem ausfu¨hrenden Knowledge Worker
zur Verfu¨gung gestellt werden mu¨ssen.
2.5 On-Boarding
Die BPaaS Plattform soll von mehreren Unternehmen parallel genutzt werden ko¨nnen.
Damit ein Unternehmen die BPaaS Plattform nutzen kann, muss fu¨r das Unternehmen
eine entsprechende Umgebung aufgebaut werden (so genanntes On-Boarding). Das On-
Boarding soll automatisiert ablaufen, damit fu¨r den Betreiber der BPaaS Plattform
diesbezu¨glich keinen Aufwand anfa¨llt.
2.5.1 Multi-Tenancy
Camunda ist mandantenfa¨hig [21]. Multi-Tenancy kann in Camunda auf verschiedene
Arten umgesetzt werden. In der Camunda Dokumentation ist beschrieben, welche Multi-
Tenancy Ansa¨tze unterstu¨tzt werden [21]:
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• Jedem Mandanten (Unternehmen) wird eine eigene Process Engine zur Verfu¨gung
gestellt. Dabei ko¨nnen die Daten der verschiedenen Mandanten in einer Daten-
bank pro Mandant oder in einer globalen, Mandanten-u¨bergreifenden Datenbank
gespeichert werden.
• Alle Mandanten werden auf einer globalen, Mandanten-u¨bergreifenden Process
Engine und Datenbank betrieben. Dabei mu¨ssen die Mandanten u¨ber einen Man-
danten Identifier identifiziert werden.
Des Weiteren kann die Multi-Tenancy auch auf einem tieferen Architektur Layer rea-
lisiert werden, indem dem Mandanten eine eigene virtuelle Maschine zur Verfu¨gung
gestellt wird und darauf entsprechend eine Process Engine mit Datenbank betrieben
wird.
Diese Ansa¨tze sollen nach gewissen Kriterien bewertet werden, damit eine optimale Wahl
fu¨r die BPaaS Plattform getroffen werden kann. Mo¨gliche Kriterien sind in [22] und [23]
erwa¨hnt.
2.5.2 Benutzer und Gruppen
Zum On-Boarding geho¨rt auch der Import von Benutzer- und Gruppen Informatio-
nen z.B. ab einem Lightweight Directory Access Protocol (LDAP) dazu. Grundsa¨tzlich
erlaubt es Camunda, ein LDAP einzubinden [24]. Die Schwierigkeit besteht darin, dass
dieses LDAP in der Regel in der Netzwerkumgebung beim Kunden betrieben wird. Wenn
mo¨glich sollte das LDAP transparent integriert werden, damit die Benutzer- und Grup-
pen Informationen nicht doppelt gepflegt werden mu¨ssen. Eine andere Mo¨glichkeit wa¨re
ein periodischer, automatischer oder manueller Abgleich zwischen dem LDAP des Kun-
den und der BPaaS Plattform. Einfachste Mo¨glichkeit ist die einmalige U¨bermittlung
von Benutzer- und Gruppen Informationen (z.B. mit einer Datei) beim On-Boarding.




In diesem Abschnitt wird erla¨utert, wie die zu erschaffende BPaaS Plattform genutzt
werden soll. Dazu wird in einem UML (Unified Modeling Language) Anwendungsfall Dia-
gramm (Abbildung 2.1) aufgezeigt, welche Akteure welche Anwendungsfa¨lle ausfu¨hren.
Abbildung 2.1: Anwendungsfall Diagramm BPaaS
2.6.1 Mandant ero¨ffnen
U¨ber eine Webseite soll es mo¨glich sein, einen Mandanten fu¨r ein Unternehmen auf der
BPaaS Plattform zu ero¨ffnen (Anwendungsfall Mandant ero¨ffnen). Dabei soll der An-
wendungsfall vom interessierten Unternehmen selber angestossen werden ko¨nnen. Der
Anwendungsfall soll automatisch, ohne manuelle Ta¨tigkeiten vom BPaaS Plattform Be-
treiber ablaufen.
2.6.2 Mandant lo¨schen
Gleich wie Mandant ero¨ffnen soll auch Mandant lo¨schen u¨ber eine Webseite und ohne
manuelle Ta¨tigkeiten vom BPaaS Plattform Betreiber ausgefu¨hrt werden ko¨nnen.
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2.6.3 Unstrukturierter Business Prozess ausfu¨hren
Der zentrale Anwendungsfall, welcher die BPaaS Plattform unterstu¨tzt, ist Unstruk-
turierter Business Prozess ausfu¨hren. Der Anwendungsfall wird von einem registrier-
ten Unternehmen angestossen, fu¨r welches zuvor ein Mandant ero¨ffnet wurde. Bei der
ausfu¨hrenden Person wird davon ausgegangen, dass es sich um eine Person aus dem
Business handelt (ein Knowledge Worker).
Kapitel 3
Forschungsmethode
Bei dieser Master Thesis kommt ein Design Science Ansatz nach Hevner [25] zum Ein-
satz, weil das prima¨re Ziel die Entwicklung eines neuen Artefakts ist. Durch die Ent-
wicklung und Evaluierung des Artefakts gelangt man zu Erkenntnissen und Wissen.
Design Science ist ein Paradigma, welches seit der Publikation von [25] in der Informa-
tion Systems (IS) Forschung immer mehr Aufmerksamkeit erha¨lt. Die Motivation von
Design Science ist nach [26] der Wunsch, das Umfeld durch die Einfu¨hrung von neuen
und innovativen Artefakten zu verbessern.
Diese Master Thesis besteht aus zwei Artefakten. Zum einen aus einem Konzept, wel-
ches die BPaaS Plattform konzeptionell beschreibt und zum anderen aus einem Prototyp,
welcher die BPaaS Plattform prototypisch gema¨ss Konzept implementiert. Der Haupta-
spekt vom Konzept ist der Ad Hoc Prozess, welcher aufzeigt, welche Abla¨ufe durch die
BPaaS Plattform angeboten werden. Beide Artefakte adressieren das in der Einleitung
(vergleiche Kapitel 1.1) aufgezeigte Problem.
3.1 Research Cycles
In [26] werden als Erweiterung zu [25] die drei grundlegenden Research Cycles erla¨utert,
welche die Basis vom Design Science Ansatz darstellen und eine Hilfestellung bei der
Ausfu¨hrung von Design Science bieten. Das Ziel von der Anwendung der Research Cy-
cles ist es, erstens ein Ergebnis zu erhalten, welches Relevanz hat und zweitens die
Sicherstellung der wissenschaftlichen Rigorosita¨t.
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In der nachfolgenden Abbildung 3.1 ist das Design Science Research Modell nach [25]
dargestellt und die drei Research Cycles aus [26] daru¨bergelegt. Die Research Cycles
werden in den folgenden Abschnitten erla¨utert und auf diese Master Thesis angewendet.
Abbildung 3.1: Design Science Research Cycles [27]
3.1.1 Relevance Cycle
Gema¨ss Hevner [26] beginnt gute Forschung nach dem Design Science Ansatz mit dem
Relevance Cycle. Es werden Mo¨glichkeiten und Probleme in der Umgebung (Environ-
ment) identifiziert. Aus dieser Umgebung werden die Anforderungen abgeleitet. Wie
bereits in der Einleitung erwa¨hnt (vergleiche Kapitel 1.4), wird die Relevanz der BPaaS
Plattform nicht hinterfragt resp. untersucht, sondern wird als gegeben betrachtet. Auch
werden im Rahmen der Master Thesis keine Feldtests mit Benutzern aus der Umgebung
(Environment) gemacht. Dieser Schritt kann Teil von nachfolgenden Forschungsarbeiten
sein (vergleiche Kapitel 9).
3.1.2 Rigor Cycle
Durch den Rigor Cycle wird sichergestellt, dass vorhandenes Wissen beru¨cksichtigt wird
und durch die Forschungsarbeit somit Innovation entsteht. Dies wird durch die Erarbei-
tung vom State-of-the-Art, also dem Studium von der vorhandenen Literatur erreicht.
Das im Rahmen der Vorstudie und der Master Thesis erarbeitete Wissen ist im Ka-
pitel Hintergrund aufbereitet (siehe Kapitel 2). Zudem soll das wa¨hrend der Master
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Thesis erarbeitete Wissen wieder zuru¨ck in die Knowledge Base fliessen. Durch die Im-
plementierung und Evaluierung der eingangs erwa¨hnten Artefakte sollen die im Kapitel
1.3 aufgestellten Forschungsfragen beantwortet werden ko¨nnen. Die beantworteten For-
schungsfragen werden im Rahmen der Master Thesis publiziert und bieten so einen
Beitrag zur Knowledge Base.
3.1.3 Design Cycle
Der Design Cycle ist der zentrale Cycle vom Design Science Ansatz, bei welchem das
Artefakt entwickelt wird. Im Design Cycle werden die zwei Phasen Build und Evaluate
durchlaufen. Nach [25] wird dabei ein iteratives Vorgehen angewendet:
In der Build Phase wird das Artefakt oder ein Teil davon auf Basis der identifizier-
ten Probleme und Anforderungen (Relevance Cycle) sowie unter Beru¨cksichtigung von
vorhandenem Wissen (Rigor Cycle) entwickelt.
In der Evaluate Phase wird das Artefakt gegen Kriterien evaluiert. Verschiedene Evalu-
ierungsmethoden werden unter anderem in [25] und [28] erla¨utert.
3.2 Forschungsprozess
Nach Peffers et al. [29] fehlt in der Design Science Forschung eine Methodologie, welche
bei der Ausfu¨hrung von Design Science befolgt werden kann und eine akzeptierte Vor-
gehensweise repra¨sentiert. Deshalb erarbeiteten Peffers et al. in ihrem Paper die Design
Science Research Methodology (vergleiche Abbildung 3.2), welche bei der Forschung
nach dem Design Science Ansatz eine Hilfestellung bietet und einen Konsens u¨ber die
bereits zum Thema Design Science publizierte Literatur bilden soll. Diese Vorgehens-
weise wird im Rahmen dieser Master Thesis angewendet. Die nachfolgend erla¨uterten
Schritte von der Design Science Research Methodology decken sich mit den im Kapitel
3.1 aufgezeigten Research Cycles.
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Abbildung 3.2: Design Science Research Methodology [29]
3.2.1 Problem Identifikation und Motivation
Im ersten Schritt wird das Forschungsproblem identifiziert und die Bedeutung des Pro-
blems nachgewiesen. Das im Rahmen dieser Master Thesis zu lo¨sende Problem sowie
dessen Relevanz wird, wie oben erla¨utert, gema¨ss Aufgabenstellung als gegeben betrach-
tet und nicht weiter erforscht. Entsprechend finden keine Aktivita¨ten diesbezu¨glich statt.
Das Forschungsproblem, die Motivation sowie der Nutzen vom Resultat dieser Master
Thesis werden im Kapitel 1 aufgezeigt.
3.2.2 Ziele und Anforderungen
Im zweiten Schritt geht es darum, die Ziele und Anforderungen zu beschreiben, welche
die Lo¨sung erfu¨llen soll. Dazu hat sich der Autor gemeinsam mit dem Erstgutachter fu¨r
folgende Vorgehensweise entschieden: Aus der Literatur werden mo¨gliche, konkrete An-
wendungsfa¨lle hergeleitet und aufgezeigt, wie die BPaaS Plattform genutzt werden kann
und so in den Anwendungsfa¨llen Unterstu¨tzung bietet. Aus diesen Anwendungsfa¨llen
werden schliesslich Anforderungen und Regeln an den Ad Hoc Prozess abgeleitet. An-
hand dieser Regeln wird ein Ad Hoc Prozess Modell erarbeitet und so eine Arbeitshy-
pothese gebildet. Die Resultate dieser Aktivita¨t sowie die Arbeitshypothese finden sich
im Kapitel 4.
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3.2.3 Design und Entwicklung
Im dritten Schritt wird die Lo¨sung entworfen und umgesetzt. Der Entwurf der Lo¨sung
ist in Kapitel 4 und 5 aufgezeigt, wo das zentrale Artefakt, das Ad Hoc Prozess Mo-
dell auf Basis vorhandener Forschungsergebnisse erarbeitet wird sowie User Interface
Mockups beschrieben werden. Durch die Integration in das Camunda Framework erge-
ben sich trotz Entwicklung eines Software Prototyps keine weiteren, relevanten Software
Design Aktivita¨ten. Das Ad Hoc Prozess Modell dient als Arbeitshypothese, welches
im Rahmen eines Prototyps umgesetzt wird. Die Umsetzung der Lo¨sung findet iterativ
statt, sprich die Funktionalita¨ten werden in handhabbare Teilfunktionalita¨ten aufgeteilt,
diese entwickelt und mit diesen die nachfolgenden Evaluierungsaktivita¨ten durchlaufen
(Demonstration, Evaluation). Danach wird erst mit der Umsetzung der na¨chsten Teil-
funktionalita¨t begonnen. Die Aufteilung in Teilfunktionalita¨ten orientiert sich an den
umzusetzenden User Interface Masken und den dazugeho¨rigen Funktionalita¨ten.
3.2.4 Demonstration
In [29] wird vor der Evaluation eine Demonstration Aktivita¨t durchgefu¨hrt. Nach [28]
wird die Demonstration Aktivita¨t als fru¨he Evaluationsphase verstanden. Im Rahmen
der Master Thesis wird zur Demonstration die Teilfunktionalita¨t des Prototyps zur
Ausfu¨hrung gebracht und explorativ getestet.
Das BPaaS Plattform Konzept, welches ebenfalls ein Artefakt nach dem Design Science
Ansatz darstellt, wird keiner Demonstration unterzogen.
3.2.5 Evaluierung
In diesem Schritt geht es darum, das Artefakt zu evaluieren. Dabei sollen begru¨ndete
Evaluierungskriterien und -methoden zum Einsatz kommen.
In Prat et al. [28] ist erwa¨hnt, dass die Kriterien und Methoden zur Evaluierung u¨ber die
Design Science Literatur hinweg verteilt und unvollsta¨ndig sind. In [28] werden deshalb
die Kriterien und Methoden mittels einer Literaturanalyse strukturiert aufgearbeitet.
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Diese Kriterien und Methoden bilden die Basis fu¨r die Definition der Evaluierung die-
ser Master Thesis. Die Kriterien zur Evaluierung werden in [28] anhand von fu¨nf Di-
mensionen organisiert. Dabei wird erwa¨hnt, welche Kriterien fu¨r welche Design Science
Artefakttypen (Constructs, Models, Methods, Instantiations) eingesetzt werden.
Der Autor entscheidet sich aufgrund von der Aufgabenstellung fu¨r das Kriterium Effi-
cacy (Wirksamkeit) aus der Goal (Ziel) Dimension. Als Evaluierungsmethode soll die
in [28] erwa¨hnte Methode Demonstration of the use of the artifact with one or several
examples zum Einsatz kommen. Die Methode wird gewa¨hlt, weil sie zur Vorgehensweise
passt, die bei der Erarbeitung vom Ad Hoc Prozess Modell angewendet wird. Hier wer-
den anhand von Beispielabla¨ufen die Anforderungen an den Ad Hoc Prozess abgeleitet.
Die Beispielabla¨ufe sollen mit dem Prototyp durchgespielt werden und so die Wirksam-
keit respektive den gewu¨nschten Effekt vom Prototyp aufgezeigt werden. So wird der
Prototyp in einem realen Kontext getestet.
Die Evaluierungsmethode soll auf verschiedenen Layern (Business Logik und User In-
terface) angewendet werden. Zum einen soll die Business Logik evaluiert werden. Hier
sollen mittels Unit Tests die Beispielabla¨ufe programmatisch abgedeckt werden. Und
zum anderen sollen die Beispielabla¨ufe auch von Hand direkt im Prototyp durchgespielt
werden (User Interface Layer).
Das BPaaS Plattform Konzept wird keiner Evaluierung unterzogen.
3.2.6 Kommunikation
Im letzten Schritt geht es um die Kommunikation vom Problem, der Relevanz vom
Problem sowie dem Nutzen und Neuartigkeit vom umgesetzten Artefakt. Die Kommu-
nikation wird durch die Erstellung von diesem Master Thesis Bericht und gegebenenfalls
der Publikation der Resultate dieser Master Thesis sichergestellt.
3.3 Fazit
Ein weitreichenderer Ansatz zur Erarbeitung der Anforderungen an den Ad Hoc Prozess
wa¨re die Beobachtung von ablaufenden unstrukturierten Business Prozessen im Feld
oder die Befragung von Experten (Knowledge Workern) gewesen. Weil aber aus der
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Aufgabenstellung der Fokus auf der Erkenntnisgewinnung durch die Entwicklung von
einem Prototyp lag, wurde darauf verzichtet.
Es kann kritisiert werden, dass das Konzept, insbesondere der Ad Hoc Prozess, nicht in
den Aktivita¨ten Demonstration und Evaluierung u¨berpru¨ft wird. Der Autor ist u¨ber-
zeugt, dass die Befragung von Experten zum entwickelten Ad Hoc Prozess Modell und
den damit unterstu¨tzten Abla¨ufen sicherlich Erkenntnisse hervorgebracht ha¨tten, die das
Prozess Modell weiter verfeinert und der Nutzen der Lo¨sung erho¨ht ha¨tten.
Weiter kann kritisiert werden, dass der Prototyp nicht bezu¨glich seines Nutzens (Utili-
ty) fu¨r Organisationen und Benutzer (Knowledge Worker) evaluiert wird, denn gema¨ss
[28] ist der Nutzen von einem Artefakt das prima¨re Ziel von Design Science Research.
Dazu wa¨re eine Befragung von Knowledge Workern notwendig gewesen. Dies kann in
nachfolgenden Forschungsarbeiten geschehen (vergleiche Kapitel 9).
Kapitel 4
Ad Hoc Prozess
Dieses Kapitel beschreibt den Ad Hoc Prozess. Der Ad Hoc Prozess ist das zentrale
Artefakt dieser Master Thesis. Entsprechend wird ab hier der State-of-the-Art verlassen
und eine Arbeitshypothese gebildet.
Der Ad Hoc Prozess definiert, wie auf der BPaaS Plattform mit den Activity Patterns
gearbeitet werden kann. Der Ad Hoc Prozess wird als BPMN Prozess Modell entwickelt,
welches auf der Camunda Plattform ausgefu¨hrt werden kann.
Die Vorgehensweise zur Erarbeitung vom Ad Hoc Prozess Modell ist im vorangehenden
Kapitel 3 beschrieben. Es sollen unstrukturierte Business Prozesse aus wissenschaftlichen
Quellen erarbeitet werden und anhand dieser aufgezeigt werden, wie u¨ber die BPaaS
Plattform diese unstrukturierten Business Prozesse abgewickelt werden ko¨nnten. Daraus
sollen Erkenntnisse gewonnen werden, welche Arbeitsabla¨ufe durch den Ad Hoc Prozess
unterstu¨tzt werden mu¨ssen.
4.1 Verwendung der BPaaS Plattform
In diesem Abschnitt werden Beispiele von Business Prozessen na¨her erla¨utert, welche
unstrukturiert verlaufen und sinnvollerweise u¨ber eine BPaaS Plattform abgewickelt
werden.
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4.1.1 Behandlung eines Patienten
Als erstes Beispiel soll die Behandlung eines Patienten durch einen Arzt aufgegriffen
werden [30]. Die Behandlung ist ein wissensintensiver Prozess, welcher je nach Zustand
des Patienten, Charakteristiken vom Patienten oder gestellter Diagnose anders verla¨uft.
Der nachfolgende Abschnitt soll aufzeigen, wie ein Arzt die BPaaS Plattform nutzbrin-
gend wa¨hrend der Behandlung eines Patienten einsetzen kann. Dazu wird anhand eines
beispielhaften Diagnose- und Behandlungsablaufs die Verwendung der BPaaS Plattform
sowie von den Activity Patterns (siehe Tabelle 2.1) erla¨utert. Die nachfolgenden Erla¨ute-
rungen basieren auf einer Feldstudie in der Notfallaufnahme des Klinikums der Johan-
nes Gutenberg-Universita¨t Mainz [31]. Im erwa¨hnten Paper werden konkrete Prozess
Instanzen von Behandlungen dokumentiert. Vom Autor wurde absichtlich ein Notfall
ausgewa¨hlt (akuter Herzinfarkt), weil hier die Abla¨ufe nicht immer der gleichen Proze-
dur folgen. Der untenstehende Prozessablauf ist ein durch den Autor zusammengestellter
Ablauf, welcher an die in [31] dokumentierte Prozessinstanz P 01 angelehnt ist.
1. Der Patient tritt mit Verdacht auf einen Herzinfarkt in die Notfallaufnahme ein.
2. Der na¨chste freie Pflegemitarbeiter u¨bernimmt den Patienten. Der Pflegemitarbei-
ter startet einen neuen Ad Hoc Prozess.
3. Als na¨chstes befragt der Pflegemitarbeiter den Patienten zu den Personalien. Dazu
wa¨hlt der Pflegemitarbeiter das Activity Pattern Editieren von Prozess Daten und
ha¨lt die Patientendaten fest.
4. Der Pflegemitarbeiter u¨bergibt den Ad Hoc Prozess an die Rolle Arzt.
5. Der na¨chste freie Arzt u¨bernimmt den Ad Hoc Prozess. Der Arzt befragt und un-
tersucht den Patienten. Dabei fu¨llt der Arzt einen Verdachtsdiagnosebogen, einen
Anordnungsbogen sowie einen Anamnesebogen elektronisch aus. Der Arzt wa¨hlt
das Activity Pattern Editieren von Prozess Daten und ha¨ngt die Dokumente dem
Business Case an.
6. Der Arzt veranlasst die Erstellung von einem Elektrokardiogramm (im Folgenden:
EKG) sowie von einem Blutbild. Dazu erfasst der Arzt je ein Activity Pattern
vom Typ Ausfu¨hren von Task und gibt an, dass aus den Activity Patterns neue Ad
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Hoc Prozesse gestartet werden ko¨nnen. Das Activity Pattern fu¨r die Durchfu¨hrung
vom EKG weist der Arzt der Rolle Kardiologe zu. Das Activity Pattern fu¨r die
Erstellung vom Blutbild weist der Arzt der Rolle Labormitarbeiter zu.
7. Zudem veranlasst der Arzt die Abgabe von Medikamenten. Dazu erfasst der Arzt
ein Activity Pattern vom Typ Ausfu¨hren vom Task. Der Arzt gibt an, dass nicht auf
die Ausfu¨hrung von diesem Activity Pattern gewartet werden muss. Sprich, sobald
das EGK und das Blutbild erstellt sind, kommt der Business Case wieder zuru¨ck
zum Arzt, unabha¨ngig davon, ob die Medikamente bereits abgegeben wurden. Das
Activity Pattern weist der Arzt der Rolle Pflegemitarbeiter zu.
8. Der na¨chste freie Pflegemitarbeiter sieht das auszufu¨hrende Activity Pattern auf
der BPaaS Plattform. Der Pflegemitarbeiter verabreicht dem Patienten die Medi-
kamente und schliesst Activity Pattern ab.
9. Der na¨chste freie Labormitarbeiter sieht das auszufu¨hrende Activity Pattern auf
der BPaaS Plattform. Da die Erstellung vom Blutbild wiederum aus mehreren
Schritten besteht, startet der Labormitarbeiter aus dem Activity Pattern einen
neuen Ad Hoc Prozess, um die Aufgabe durchzufu¨hren. Der Labormitarbeiter er-
fasst ein Activity Pattern vom Typ Ausfu¨hren von Task, um das Blut abzuneh-
men. Zudem erfasst der Labormitarbeiter ein zweites Activity Pattern vom Typ
Editieren von Prozess Daten, um das Resultat des Blutbilds zu dokumentieren.
Der Labormitarbeiter nimmt dem Patienten Blut ab und fu¨hrt die Laboranaly-
se durch. Der Labormitarbeiter dokumentiert das Ergebnis im Activity Pattern
Editieren von Prozess Daten. Danach schliesst der Labormitarbeiter die Activity
Patterns ab.
10. Parallel dazu sieht der na¨chste freie Kardiologe das auszufu¨hrende Activity Pattern
auf der BPaaS Plattform. Da die Erstellung vom EKG wiederum aus mehreren
Schritten besteht, startet der Kardiologe aus dem Activity Pattern einen neuen Ad
Hoc Prozess, um die Aufgabe durchzufu¨hren. Der Kardiologe erfasst ein Activity
Pattern vom Typ Ausfu¨hren von Task, um das EKG durchzufu¨hren. Zudem erfasst
der Kardiologe ein zweites Activity Pattern vom Typ Editieren von Prozess Daten,
um das Resultat vom EKG zu dokumentieren. Der Kardiologe fu¨hrt das EKG
durch. Der Kardiologe dokumentiert das Ergebnis vom EGK im Activity Pattern
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Editieren von Prozess Daten. Danach schliesst der Kardiologe die Activity Patterns
ab.
11. Der Arzt sieht auf der BPaaS Plattform, dass der Business Case wieder bei ihm
liegt (Aktivita¨t Activity Patterns auswa¨hlen). Der Arzt studiert die Resultate von
der Blut- und EKG Untersuchung und beantragt eine Herzkatheteruntersuchung
in der Kardiologie. Die Entscheidung fu¨r eine solche Untersuchung muss durch
den Oberarzt freigegeben werden. Der Arzt wa¨hlt dazu das Activity Pattern Ent-
scheidung und dokumentiert dort den Behandlungsvorschlag. Das Activity Pattern
weist der Arzt der Rolle Oberarzt zu.
12. Der na¨chste freie Oberarzt sieht das Activity Pattern und analysiert die vorhan-
denen Informationen auf dem Business Case sowie die bereits geta¨tigten Schrit-
te (Activity Patterns). Der Oberarzt akzeptiert den Behandlungsvorschlag und
schliesst das Activity Pattern ab.
13. Der Arzt sieht auf der BPaaS Plattform, dass der Business Case wieder bei ihm
liegt. Der Patient muss nun in die Intensivstation aufgenommen werden. Dazu
wa¨hlt der Arzt ein Activity Pattern Ausfu¨hren von Task und dokumentiert, dass
der Patient in die Intensivstation aufgenommen werden muss. Damit endet der
Notfallprozess. Dabei u¨bergibt der Arzt die Verantwortung fu¨r den Business Case
der Rolle Pflegemitarbeiter, indem der Arzt den Business Case auf der BPaaS
Plattform delegiert.
14. Der na¨chste freie Pflegemitarbeiter sieht das auszufu¨hrende Activity Pattern. Der
Pflegemitarbeiter teilt dem Patienten ein Zimmer auf der Intensivstation zu. Da-
nach schliesst der Pflegemitarbeiter das Activity Pattern und den Business Case
ab.
Der obenstehende Ablauf zeigt auf, dass der Arzt verantwortlich ist, die richtigen Ent-
scheidungen zu treffen. So entscheidet der Arzt u¨ber die jeweils na¨chsten Behandlungs-
schritte und ha¨lt die Erkenntnisse fest. Der Arzt kann jederzeit die Verantwortlichkeit
fu¨r einen Patienten an einen na¨chsten Arzt u¨bergeben. Dieser muss in der Lage sein,
alle bereits geta¨tigten Schritte sowie Entscheidungen einzusehen und muss auf sa¨mtliche
bereits erfassten Informationen und Daten zugreifen ko¨nnen. U¨ber die BPaaS Plattform
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ist ersichtlich, welche Abkla¨rungen und Diagnosen fu¨r welche Patienten bereits geta¨tigt
wurden und in welchem Status sich die Behandlung des Patienten befindet.
Folgende Anforderungen an den Ad Hoc Prozess und die Activity Patterns leitet der
Autor aus obenstehendem Ablauf ab (siehe Tabelle 4.1).
Anforderung
Es muss jederzeit ein neuer Ad Hoc Prozess gestartet werden ko¨nnen.
Es muss eines oder mehrere Activity Patterns gewa¨hlt werden ko¨nnen, die aus-
zufu¨hren sind (Parallelita¨t von Activity Patterns).
Pro Activity Pattern muss definiert werden ko¨nnen, welche Rolle oder Person das
Activity Pattern auszufu¨hren hat.
Pro Activity Pattern muss definiert werden ko¨nnen, ob die ausfu¨hrende Rolle zur
Abarbeitung des Activity Patterns einen weiteren Ad Hoc Prozess starten darf (Re-
kursion).
Pro Activity Pattern muss definiert werden ko¨nnen, ob auf das Resultat vom Acti-
vity Pattern gewartet werden soll (synchron) oder nicht (asynchron).
Der Ad Hoc Prozess wartet, bis alle synchronen Activity Patterns ausgefu¨hrt wur-
den.
Der Ad Hoc Prozess kehrt sofort zur Aktivita¨t Activity Patterns auswa¨hlen zuru¨ck,
wenn asynchrone Activity Patterns ausgewa¨hlt wurden.
Die Verantwortung fu¨r den Ad Hoc Prozess muss einer Person oder Rolle u¨bergeben
werden ko¨nnen.
Es mu¨ssen jederzeit die aktuellen Prozess Daten (z.B. Patientendaten, Laborwerte,
etc.) sowie der Ad Hoc Prozess Ablauf (welche Schritte sind durch wen geta¨tigt
worden oder noch zu ta¨tigen) angezeigt werden ko¨nnen.
Tabelle 4.1: Anforderungen an den Ad Hoc Prozess am Beispiel Behandlung eines
Patienten
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4.1.2 Umsetzung eines Projekts
Als zweites Beispiel soll die Umsetzung eines Projekts aufgegriffen werden. Sobald die
Gescha¨ftsleitung eines Unternehmens eine Entscheidung gefa¨llt hat (z.B. fu¨r die Umset-
zung von strategischen Massnahmen), sollen Projekte anlaufen, um diese Entscheidung
umzusetzen [5]. U¨ber die BPaaS Plattform kann eine mit dem Projekt beauftragte Per-
son einen Ad Hoc Prozess starten und so das Projekt abwickeln. Grosse Projekte werden
oft in Teilprojekte aufgeteilt [32], welche an weitere Personen delegiert werden ko¨nnen.
Durch die Abwicklung u¨ber die BPaaS Plattform beha¨lt das Unternehmen die U¨bersicht
u¨ber sa¨mtliche Projekte und Teilprojekte und deren aktuellen Stand. Dabei kommen
wie bei einem Projekt u¨blich zeitliche Faktoren in Spiel. Teilaufgaben im Projekt (Ac-
tivity Patterns) sollen eine zeitliche Limite haben, bis wann der Projektleiter mit dem
Abschluss vom Activity Pattern rechnen kann.
Der nachfolgende Abschnitt soll aufzeigen, wie ein Projektleiter die BPaaS Plattform
einsetzen ko¨nnte:
1. Einem Projektleiter in einem Unternehmen wird ein zu erledigendes Projekt u¨ber-
geben.
2. Dazu startet der Projektleiter einen Ad Hoc Prozess, welcher das umzusetzende
Projekt repra¨sentiert.
3. Der Projektleiter studiert die Projektziele. Daraus resultieren zu erledigende Ab-
kla¨rungen.
4. Pro Abkla¨rung ero¨ffnet der Projektleiter ein Activity Pattern Ausfu¨hren von Task
und dokumentiert den Sachverhalt, welchen es abzukla¨ren gilt. Die Activity Pat-
terns weist er den entsprechenden Experten zu. Zudem gibt der Projektleiter an,
bis wann das Activity Pattern abgeschlossen werden soll. Der Ad Hoc Prozess
soll zum Projektleiter zuru¨ckkommen, wenn diese Abkla¨rungen gemacht sind. Der
Projektleiter gibt an, dass ein neuer Ad Hoc Prozess aus den Activity Patterns
gestartet werden kann.
5. Die verschiedenen Experten sehen ihre jeweiligen auszufu¨hrenden Activity Pat-
terns auf der BPaaS Plattform. Dort wo eine Abkla¨rung wiederum aus mehreren
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Schritten besteht, startet der Experte einen neuen Ad Hoc Prozess, um die Ab-
kla¨rung durchzufu¨hren.
6. Die Experten fu¨hren die Abkla¨rungen durch und dokumentieren ihre Erkenntnisse.
Dann schliessen sie die ero¨ffneten Activity Patterns ab.
7. Sobald sa¨mtliche vom Projektleiter erfassten Activity Patterns abgeschlossen sind,
kommt der Ad Hoc Prozess zuru¨ck zum Projektleiter. Der Projektleiter muss nun
wieder entscheiden ko¨nnen, was als na¨chstes zu tun ist (indem er die na¨chsten
auszufu¨hrenden Activity Patterns wa¨hlen kann).
8. Die Abkla¨rungen zeigen auf, wie das Projekt in Teilprojekte aufzuteilen ist.
9. Pro Teilprojekt ero¨ffnet der Projektleiter ein Activity Pattern Ausfu¨hren von Task
und beschreibt das Teilprojekt. Dabei soll der Teilprojektleiter wiederum das Ac-
tivity Pattern (das Teilprojekt) als neuen Ad Hoc Prozess starten ko¨nnen, damit
das Teilprojekt weiter unterteilt werden kann.
10. Das einzelne Teilprojekt kann als eigensta¨ndiges Projekt angesehen werden. Dabei
kann mit dem Teilprojekt wieder bei Punkt 1 begonnen werden usw.
Aus dem oben aufgezeigten Ablauf leitet der Autor folgende Anforderungen ab (siehe
Tabelle 4.2). Bereits in Tabelle 4.1 beru¨cksichtigte Anforderungen werden nicht erneut
aufgelistet.
Anforderung
Pro Activity Pattern muss definiert werden ko¨nnen, bis wann das Activity Pattern
auszufu¨hren ist.
Der Projektleiter beno¨tigt eine U¨bersicht u¨ber alle zum Projekt dazugeho¨rigen,
laufenden Ad Hoc Prozesse, welche Activity Patterns welchen Personen und Rollen
zugeordnet sind und in welchem Status diese sind. So beha¨lt der Projektleiter die
U¨bersicht u¨ber das Projekt. Diese U¨bersicht muss vom Projektleiter ausserhalb vom
Ad Hoc Prozess aufgerufen werden ko¨nnen. Des Weiteren mu¨ssen auch die Prozess
Daten angezeigt werden ko¨nnen.
Tabelle 4.2: Anforderungen an den Ad Hoc Prozess am Beispiel Umsetzung eines
Projekts
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4.2 Prozess Modell
Ein BPMN 2.0 Prozess Modell, welches die erkannten Anforderungen abdeckt und von










Abbildung 4.1: Ad Hoc Prozess
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4.2.1 Erla¨uterungen
In diesem Abschnitt wird das Prozess Modell aus Abbildung 4.1 erla¨utert. Sa¨mtliche
BPMN Modellelemente beziehen sich auf [14] und [33].
Der Ad Hoc Prozess wird jeweils von einem Knowledge Worker gestartet (Blanko Star-
tereignis Starte Ad Hoc Prozess). Die erste Aktivita¨t Activity Patterns auswa¨hlen er-
laubt das Auswa¨hlen der auszufu¨hrenden Activity Patterns. Bei diesem Schritt kann der
Knowledge Worker auch entscheiden, dass der Ad Hoc Prozess beendet werden soll und
ob die Verantwortlichkeit des Ad Hoc Prozesses an eine andere Rolle u¨bergeben werden
soll. Werden synchron auszufu¨hrende Activity Patterns gewa¨hlt, startet pro gewa¨hl-
tem synchronen Activity Pattern ein Subprozess Instanz Synchrones Activity Pattern
ausfu¨hren. Dabei handelt es sich um einen Parallel Multi Instance Subprocess. Gleich
verha¨lt es sich auch fu¨r die gewa¨hlten asynchronen Activity Patterns.
Das den beiden Parallel Multi Instance Subprocesses vorangehende inklusive Gateway
kann eines oder mehrere Pfade nehmen und sorgt dafu¨r, dass je nach Auswahl vom
Knowledge Worker in der Aktivita¨t Activity Patterns auswa¨hlen Tokens auf den ent-
sprechenden ausgehenden Branches abgegeben werden. Die Logik dafu¨r ist direkt im
Prozess Modell als Expression (vergleiche [34]) auf den Branches hinterlegt.
Die beiden Parallel Multi Instance Subprocesses Synchrones Activity Pattern ausfu¨hren
sowie Asynchrones Activity Pattern ausfu¨hren verlaufen grundsa¨tzlich gleich: Der Know-
ledge Worker, welchem das Activity Pattern zugewiesen ist, erha¨lt ein entsprechender
Eintrag in der Camunda Tasklist [35]. Der Knowledge Worker hat dann je nach Activity
Pattern und je nach Vorgabe des Knowledge Workers, welcher das Activity Pattern er-
fasst hat, die Mo¨glichkeit, ein neuer Ad Hoc Prozess zu starten (u¨ber die Call Activity
Starte neuen Ad Hoc Prozess). Ist diese Mo¨glichkeit nicht gegeben oder entscheidet sich
der Knowledge Worker gegen das Starten eines neuen Ad Hoc Prozesses, dann fu¨hrt der
Knowledge Worker das Activity Pattern aus und der Subprozess endet mit dem Blanko
Endereignis Activity Pattern ausgefu¨hrt.
Wird aufgrund eines Activity Patterns ein neuer Ad Hoc Prozess gestartet, dann pas-
siert das wie oben erwa¨hnt u¨ber eine Call Activity. Dabei wartet das Token, bis die
u¨ber die Call Activity gestartete Prozess Instanz beendet ist. Sobald die u¨ber die Call
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Activity gestartete Prozess Instanz beendet ist, fa¨hrt das Token weiter. So sind beliebige
Verschachtelungen von neu gestarteten Ad Hoc Prozessen mo¨glich.
Im Falle von synchron auszufu¨hrenden Activity Patterns wird u¨ber die dem Subpro-
zess nachgelagerte Call Activity eine neue Ad Hoc Prozess Instanz gestartet. Bei den
asynchronen Activity Patterns wird durch das parallele Gateway (UND Gateway) im-
mer gleich ein neuer Ad Hoc Prozess gestartet. So erha¨lt der Knowledge Worker die
Mo¨glichkeit, weitere Activity Patterns zu erfassen, ohne auf das Ende der asynchronen
Activity Patterns zu warten. Das Token, welches im Subprozess Asynchrones Activity
Pattern ausfu¨hren wartet, endet nachdem alle asynchronen Activity Patterns ausgefu¨hrt
wurden (respektive den daraus neu gestarteten Ad Hoc Prozessen).
4.2.2 Laufzeit Modell
Dieser Abschnitt zeigt anhand des in Abschnitt 4.1 erla¨uterten Ablaufs Behandlung
eines Patienten auf, wie sich der Ad Hoc Prozess zur Laufzeit entwickelt (vergleiche
Abbildung 4.2).
Die verwendeten Symbole halten sich nicht an eine Notation, sind aber an BPMN ange-
lehnt. Der Ablauf beschreibt einen Business Case (Behandlung eines Patienten), welcher
von oben nach unten verla¨uft. Der Ad Hoc Prozess startet mit dem Kreis Symbol.
Die Rechtecke repra¨sentieren Aktivita¨ten. Die drei Buchstaben sind Abku¨rzungen, wel-
che aussagen, um welche Aktivita¨t es sich handelt: Activity Patterns wa¨hlen (APW),
Editieren von Prozess Daten (EPD), Ausfu¨hren von Task (AVT), Entscheidung (ENT).
Rechtecke, welche Activity Patterns darstellen, sind mit einem Symbol erga¨nzt. Ein syn-
chron ablaufendes Activity Pattern wird mit einer Sanduhr dargestellt (es wird auf das
Resultat gewartet), asynchron ablaufende Activity Patterns werden mit zu einem Kreis
geformten Pfeilen dargestellt (es wird nicht auf das Resultat gewartet). Bei der Aktivita¨t
Activity Patterns auswa¨hlen hat der Benutzer die Mo¨glichkeit, den Ad Hoc Prozess ab-
schliessen. Macht der Benutzer davon Gebrauch, wird dies durch einen doppelten Kreis
dargestellt.
Bereits dieses relativ einfache Szenario repra¨sentiert sich als komplexes Gebilde. Be-
denkt man, dass jedes einzelne Activity Pattern durch das Starten eines neues Ad Hoc
Prozesses (Rekursion) sich wieder in einem solchen Gebilde manifestieren kann, erkennt
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Abbildung 4.2: Ad Hoc Prozess zur Laufzeit
man die mo¨gliche Komplexita¨t eines solchen Ablaufs. Entsprechend stellt die Darstel-
lung und Nachvollziehbarkeit vom Prozess Ablauf auf der Benutzeroberfla¨che der BPaaS
Plattform eine besondere Herausforderung dar (vergleiche Kapitel 5).
Die Abbildung 4.2 zeigt auch auf, dass Aktivita¨ten, je nach zeitlichem Ablauf, in mehr-
facher Ausfu¨hrung in der Tasklist einer Rolle erscheinen ko¨nnen. Diese Fa¨lle sind mit
orangen und roten Rechtecken markiert.
Ad Hoc Prozess 33
4.3 Implementierung
Die zentralen Artefakte von der Implementierung sind das in BPMN modellierte Ad Hoc
Prozess Modell und die in Java implementierten Listener Klassen. Camunda erlaubt die
Ausfu¨hrung von Java Code, wenn gewisse Ereignisse in einer Prozess Instanz auftreten
(zum Beispiel Starten und Beenden einer Prozess Instanz, Beginn und Abschluss eines
User Tasks, usw.) [36]. Durch diese Listener werden entsprechende Daten Modell Modi-
fikationen vorgenommen sowie Prozess Variablen modifiziert und so der Ad Hoc Prozess
Ablauf gesteuert.
4.3.1 Daten Modell
Dem Ad Hoc Prozess Modell liegt ein Daten Modell zu Grunde. Dieses Daten Modell
wird zur Laufzeit erstellt und modifiziert. Auf das Daten Modell wird u¨ber Expressions,
welche direkt im Prozess Modell hinterlegt sind, zugegriffen (vergleiche [34]). In nachfol-
gender Abbildung 4.3 ist das Daten Modell als UML Klassendiagramm dargestellt. Auf
die Auflistung von getter und setter Methoden wird verzichtet:
Abbildung 4.3: Daten Modell vom Ad Hoc Prozess
Pro Ad Hoc Prozess, welcher startet, wird in eine Prozess Variable [37]
adHocProcessConfiguration ein Objekt vom Typ AdHocProcessConfiguration ge-
speichert. Daru¨ber wird der Ablauf vom Ad Hoc Prozess gesteuert und Informationen
u¨ber den Ad Hoc Prozess abgelegt.
Das Objekt besitzt folgende Eigenschaften:
• close: Ob der Ad Hoc Prozess abzuschliessen ist.
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• delegate: Ob der Ad Hoc Prozess zu delegieren ist.
• activityPatternsToExecute: Die im Ad Hoc Prozess auszufu¨hrenden Activity Pat-
terns.
Pro im Schritt Activity Pattern auswa¨hlen gewa¨hlten Activity Pattern wird ein Objekt
vom Typ ActivityPatternConfiguration angelegt und in die Collection
activityPatternsToExecute von der AdHocProcessConfiguration abgelegt. Das Ob-
jekt AdHocProcessConfiguration besitzt Methoden, u¨ber welche auf die synchron und
asynchron auszufu¨hrenden Activity Patterns zugegriffen werden kann. Direkt im Prozess
Modell hinterlegte Expressions [34] nutzen diese Methoden, um auf die Activity Patterns
zuzugreifen.
Das Objekt besitzt folgende Eigenschaften:
• uuid : Eine eindeutige Identifikation der Activity Pattern Instanz in Form eines
Universal Unique Identifiers [38]. U¨ber die UUID kann ein Ad Hoc Prozess, wel-
cher durch ein Activity Pattern gestartet wurde, dem Activity Pattern zugeordnet
werden.
• activityPattern: Der Typ des auszufu¨hrenden Activity Patterns.
• userId : Der verantwortliche Benutzer.
• createdUserId : Der Benutzer, welcher das Activity Pattern erfasst hat.
• description: Die textuelle Beschreibung davon, was zu tun ist.
• synchronous: Ob das Activity Pattern synchron oder asynchron ausgefu¨hrt werden
soll.
• canStartNewAdHocProcess: Ob ein neuer Ad Hoc Prozess gestartet werden kann.
• startNewAdHocProcess: Ob der Knowledge Worker, welchem das Activity Pattern
zugeteilt ist, ein neuer Ad Hoc Prozess gestartet hat.
• isFinished : Ob das Activity Pattern ausgefu¨hrt wurde.
• result : Eine textuelle Beschreibung vom Resultat vom Activity Pattern (z.B. Task
ausgefu¨hrt oder Entscheidung akzeptiert).
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• dueDate: Das Datum, bis wann das Activity Pattern auszufu¨hren ist.
• dueDateAsString : Text Repra¨sentation vom Due Date fu¨r die Anzeige auf der
Benutzeroberfla¨che.
Beim Start eines neuen Ad Hoc Prozesses wird eine neue Business Case Id generiert
(realisiert als UUID). Diese Business Case Id wird allen aus diesem Ad Hoc Prozess
aufgerufenen weiteren Ad Hoc Prozesse als Prozess Variable weitergegeben. So ko¨nnen
zusammengeho¨rige Prozess Instanzen identifiziert werden.
Wie im Daten Modell ersichtlich, besitzt jedes erfasste Activity Pattern eine eindeutige
Id (ebenfalls realisiert als UUID). Wird aus einem Activity Pattern ein neuer Ad Hoc
Prozess gestartet, so wird diese UUID dem neu gestarteten Ad Hoc Prozess als Prozess
Variable mitgegeben. Damit kann festgestellt werden, dass erstens ein Ad Hoc Prozess
Instanz aus einem Activity Pattern gestartet wurde und zweitens aus welchem Activity
Pattern die Ad Hoc Prozess Instanz entstanden ist.
4.4 Fazit
Die Entwicklung vom Prozess Modell erfolgte gema¨ss Forschungsmethode in mehreren
Zyklen (in mehreren Build- und Evaluate Zyklen, vergleiche Abschnitt 3.1.3). Die De-
monstration (vergleiche Abschnitt 3.2.4) erfolgte, indem das entwickelte BPMN Prozess
Modell in ein Java Projekt integriert und als WAR Archiv auf die Camunda Plattform
deployed wurde. So wurden kleine Vera¨nderungen direkt auf der Camunda Plattform
getestet und das Verhalten konnte u¨ber das Camunda Frontend durchgespielt und u¨ber-
pru¨ft werden.
Eine erste Version vom Prozess Modell arbeitete mit Sequenzflu¨ssen statt mit Call Acti-
vities. Aus Subprozessen ko¨nnen keine Sequenzflu¨sse ein- resp. ausgehen. Daran wurde
bei der ersten Skizzierung von mo¨glichen Lo¨sungsansa¨tzen, welche auf Papier erfolgte,
nicht gedacht. Deshalb wurden Call Activities eingefu¨hrt. Weiter wu¨rde die Verwendung
von Sequenzflu¨ssen dazu fu¨hren, dass in der gleichen Prozess Instanz gleichzeitig mehrere
Tokens auf der Aktivita¨t Activity Patterns auswa¨hlen existieren ko¨nnten. Die Benutze-
roberfla¨che nutzt Camunda Controls, welche an Camunda Prozess Variablen gebunden
sind. Bei gleichzeitiger Ausfu¨hrung der Aktivita¨t wu¨rde es zu Problemen kommen, weil
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dieselben Prozess Variablen unter Umsta¨nden gleichzeitig modifiziert wu¨rden [39]. Auch
deshalb musste dieser Ansatz verworfen und fu¨r jeden neuen Durchlauf eine neue Prozess
Instanz gestartet werden.
Das in Abbildung 4.1 aufgezeigte Prozess Modell ist eine Arbeitshypothese des Autors,
aus welcher sich folgende Konsequenzen, offene Fragen und Verbesserungsmo¨glichkeiten
ergeben:
• Weil u¨ber die Call Activities jeweils neue Prozess Instanzen gestartet werden,
besteht ein Business Case aus mehreren Ad Hoc Prozess Instanzen. Das macht die
Nachvollziehung vom Ablauf eines Business Cases aufwa¨ndiger und komplexer.
• Dadurch, dass erstens mehrere Prozess Instanzen vorhanden sein ko¨nnen und zwei-
tens innerhalb von einer Prozess Instanz mehrere Activity Patterns vom Typ Edi-
tieren von Prozess Daten gleichzeitig ausgefu¨hrt werden ko¨nnen, mu¨ssen die Pro-
zess Daten zwischen mehreren Prozess Instanzen geteilt werden. Das fu¨hrt dazu,
dass die Verwaltung der Prozess Daten komplexer wird (vergleiche Kapitel 7).
• Durch die Modellierung mit Call Activities bleibt bei der Ausfu¨hrung von syn-
chronen Activity Patterns die Prozess Instanz am Laufen, welche die Call Activity
aufruft und das Token wartet dort, bis die gestartete Prozess Instanz beendet ist.
Dadurch kann es zu vielen laufenden Prozess Instanzen kommen, was wiederum
Arbeitsspeicher in Anspruch nimmt.
• Die Aktivita¨t Activity Pattern ausfu¨hren ist als User Task modelliert. Grund dafu¨r
ist, dass im Prototyp lediglich die Activity Patterns Ausfu¨hren von Task, Entschei-
dung sowie Editieren von Prozess Daten beru¨cksichtigt sind. Kommen weitere Ac-
tivity Patterns dazu (wie z.B. Event absetzen oder Event empfangen) so mu¨ssen
Activity Patterns ausgefu¨hrt werden, die in BPMN als Service Tasks modelliert
wu¨rden. Dazu ist eine Erweiterung vom Prozess Modell notwendig.
• Es fragt sich, ob bei auszufu¨hrenden asynchronen Activity Patterns in jedem
Fall u¨ber das parallele Gateway ein neuer Ad Hoc Prozess gestartet werden soll.
Sind gleichzeitig noch synchrone Activity Patterns gewa¨hlt worden, so erha¨lt der
Knowledge Worker den Ad Hoc Prozess nach Beendigung der synchronen Acti-
vity Patterns zuru¨ck. Nach Beendigung der synchronen Activity Patterns besitzt
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der Knowledge Worker zwei Activities vom Typ Activity Patterns auswa¨hlen (ver-
gleiche dazu die rote Markierung in Abbildung 4.2). Das ko¨nnte den Knowledge
Worker verwirren.
• Weiter kommt es beim Delegieren eines Ad Hoc Prozesses an eine Rolle unter
gleichzeitiger Erfassung von einem synchronen Activity Pattern fu¨r die gleiche Rol-
le zu der Situation, dass die Rolle nach Abschluss vom Activity Pattern zwei Ak-
tivita¨ten vom Typ Activity Patterns auswa¨hlen in der Task Liste sieht (vergleiche
dazu die orange Markierung in Abbildung 4.2). Auch das ko¨nnte den Knowledge
Worker verwirren.
• Es fragt sich, ob der Ad Hoc Prozess abgebrochen werden ko¨nnen soll. Sprich
Tokens in allen Ad Hoc Prozess Instanzen, welche zum Business Case geho¨ren,
werden konsumiert.
• Es kann zur Situation kommen, dass ein Knowledge Worker ein Activity Pattern
ausfu¨hrt und abschliesst und dann merkt, dass noch weitere Schritte notwendig
gewesen wa¨ren. In dieser Situation mu¨sste der Knowledge Worker auf eine Person
zugehen, welche Activity Patterns erfassen kann.
• Das Modell erlaubt es, dass mehrere parallele Ad Hoc Prozesse (welche alle zum
gleichen Business Case geho¨ren) am Laufen sind. So kann es dazu kommen, dass
gleiche auszufu¨hrende Ta¨tigkeiten mehrfach durch verschiedene Knowledge Worker
erfasst werden. Es ist durch das auch schwierig nachzuvollziehen, welcher Know-
ledge Worker fu¨r einen Business Case im Lead ist.
• Es fragt sich, ob der Knowledge Worker, welcher den Ad Hoc Prozess initial gest-
artet hat, den Business Case zuru¨ckerhalten soll, bevor die letzte Prozess Instanz
vom Business Case endet. Oder eventuell muss der Knowledge Worker, welcher
die letzte Prozess Instanz von einem Business Case beendet, darauf aufmerksam
gemacht werden, dass mit diesem Schritt der Business Case abgeschlossen wird.
• Es fragt sich, anhand von welchen Kriterien ein Knowledge Worker entscheidet, ob
aus einem Activity Pattern ein Ad Hoc Prozess gestartet werden darf (Rekursion).
Diese Funktionalita¨t wird im Prototyp nur fu¨r Ausfu¨hren von Task angeboten.
Eventuell sollten alle Activity Patterns von diesem Typ einen neuen Ad Hoc Pro-
zess starten ko¨nnen.
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Die Vorgehensweise zur Erarbeitung von Anforderungen an den Ad Hoc Prozess muss
in folgenden Punkten kritisch hinterfragt werden:
• Das Erarbeiten von Anforderungen an den Ad Hoc Prozess sowie das Schliessen
von den erkannten Anforderungen auf das Prozess Modell im Abschnitt 4.2 basiert
auf ein paar wenigen Quellen. Hier ha¨tten durchaus auch noch mehr Quellen einge-
arbeitet werden ko¨nnen und so das Prozess Modell noch weiter verfeinert werden
ko¨nnen. Noch besser wa¨ren Beobachtungen vorgenommen worden, um daraus eine
Arbeitshypothese zu bilden. Diese Arbeitshypothese ha¨tte dann mittels Experten-
befragungen validiert werden ko¨nnen.
• Die abgeleiteten Anforderungen beziehen sich nur auf den Ad Hoc Prozess, aber
nicht auf die einzelnen Activity Patterns. So fehlt eine Erhebung der Anforderun-
gen bezu¨glich der einzelnen Activity Patterns.
• Mit dem gewa¨hlten Ansatz zur Erkennung von Anforderungen war es nicht mo¨glich,
nicht funktionale Anforderungen (z.B. Performance) abzuleiten.
• Ein anderer Ansatz fu¨r die Unterstu¨tzung von unstrukturierten Business Prozessen
ist das Case Management [3]. Dazu gibt es ebenfalls eine Notation mit der Bezeich-
nung Case Management Model and Notation (CMMN) [40]. Camunda unterstu¨tzt
die Ausfu¨hrung von CMMN Modellen [41]. Es fragt sich, ob eine Modellierung der
Problemstellung auch mittels CMMN mo¨glich gewesen wa¨re und welche Vor- und




Dieses Kapitel beschreibt die Benutzeroberfla¨chen, welche die BPaaS Plattform zur
Verfu¨gung stellt.
5.1 Design
Die auf einem Teil der nachfolgenden Mockups ersichtlichen Buttons Save und Complete
werden durch Camunda zur Verfu¨gung gestellt.
5.1.1 Ad Hoc Prozess starten
Beim Starten eines Ad Hoc Prozesses soll eine optionale Beschreibung eingegeben wer-
den ko¨nnen, welche etwas u¨ber den Ad Hoc Prozess aussagt. Ein Mockup dazu ist in
Abbildung 5.1 dargestellt.
Abbildung 5.1: Mockup fu¨r Start von Ad Hoc Prozess
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5.1.2 Activity Patterns auswa¨hlen
Die Aktivita¨t Activity Patterns auswa¨hlen erlaubt es dem ausfu¨hrenden Knowledge Wor-
ker, eines oder mehrere Activity Patterns auszuwa¨hlen, welche als na¨chstes auszufu¨hren
sind. Der Knowledge Worker kann die Verantwortlichkeit fu¨r das Activity Pattern fest-
legen. Weil die Activity Patterns generisch sind, muss durch den Knowledge Worker
zu jedem gewa¨hlten Activity Pattern eine Beschreibung, respektive Arbeitsanweisungen
angegeben werden. Zu diesem Zeitpunkt kann der Knowledge Worker auch entscheiden,
dass keine weiteren Activity Patterns notwendig sind und der Ad Hoc Prozess abge-
schlossen werden soll. Der Knowledge Worker kann die Verantwortlichkeit fu¨r den Ad
Hoc Prozess auch an eine weitere Person oder Rolle u¨bertragen. Ein Mockup zu dieser
Aktivita¨t ist in Abbildung 5.2 dargestellt.
Abbildung 5.2: Mockup fu¨r Aktivita¨t Activity Pattern auswa¨hlen
5.1.3 Activity Pattern ausfu¨hren
Die Aktivita¨t Activity Patterns ausfu¨hren zeigt abha¨ngig vom gewa¨hlten Activity Pat-
tern ein entsprechendes User Interface an. Jedes zur Ausfu¨hrung erfasste Activity Pat-
tern a¨ussert sich auf der BPaaS Plattform durch eine Maske, u¨ber welche das Activity
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Pattern abgewickelt wird. In den nachfolgenden Abschnitten werden diese Masken erar-
beitet.
5.1.4 Editieren von Prozess Daten
Das User Interface muss es erlauben, Prozess Daten zu erfassen und bestehende Prozess
Daten zu bearbeiten oder zu lo¨schen. Dabei kann es sich um Daten in Form von Text,
um Bilder oder um Dokumente handeln (vergleiche die erla¨uterten Abla¨ufe in Kapitel
4.1). Es wird vom Autor als Vereinfachung angenommen, dass jede Person oder Rolle
jede Information einsehen und bearbeiten darf. Ein Mockup zu diesem Activity Pattern
ist in Abbildung 5.3 dargestellt.
Abbildung 5.3: Mockup fu¨r Activity Pattern Editieren von Prozess Daten
5.1.5 Entscheidung
Das User Interface fu¨r das Activity Pattern Entscheidung ha¨lt sich relativ simpel. Es
muss eine Entscheidung in Form von der Akzeptanz oder der Ablehnung eines Sach-
verhalts herbeigefu¨hrt werden. Dabei wird angenommen, dass der Knowledge Worker,
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welcher das Activity Pattern erfasst, die zu treffende Entscheidung aufgrund von einer
textuellen Beschreibung erfasst. Ein Mockup zu diesem Activity Pattern ist in Abbildung
5.4 dargestellt.
Abbildung 5.4: Mockup fu¨r Activity Pattern Entscheidung
5.1.6 Ausfu¨hren von Task
Bei diesem Activity Pattern geht es darum, dass eine Person oder Rolle eine Ta¨tigkeit
ausfu¨hrt, welche sich ausserhalb von der Process Engine abspielt. Beispiele dazu sind
das Abnehmen von Blut, die Abgabe von Medikamenten etc. Was zu tun ist, wird in
Form einer textuellen Beschreibung durch den Knowledge Worker angegeben, wa¨hrend
das Activity Pattern erfasst wird. Sobald die Ta¨tigkeit ausgefu¨hrt wurde, kann dies u¨ber
das Setzen des Ha¨kchens auf dem User Interface besta¨tigt werden. Ein Mockup zu diesem
Activity Pattern ist in Abbildung 5.5 dargestellt.
5.1.7 Prozess Daten und Prozess Ablauf anzeigen
Von jedem Activity Pattern, respektive von der Aktivita¨t Activity Patterns auswa¨hlen
aus, mu¨ssen sowohl die aktuell erfassten Prozess Daten sowie der Prozess Ablauf vom
Business Case (in Form bereits ausgefu¨hrter und noch auszufu¨hrenden Activity Pat-
terns) angezeigt werden ko¨nnen. Es wird davon ausgegangen, dass zur Entscheidung
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Abbildung 5.5: Mockup fu¨r Activity Pattern Ausfu¨hren von Task
u¨ber die na¨chsten Schritte und zur Ausfu¨hrung von einem Activity Pattern diese Infor-
mationen wertvoll sind. Ein Mockup von den User Interfaces, welche diese Informationen
darstellen, findet man in den Abbildungen 5.6 und 5.7.
Abbildung 5.6: Mockup fu¨r das Anzeigen von den Prozess Daten
Weil ein Ad Hoc Prozess aus mehreren Durchla¨ufen besteht (Activity Patterns auswa¨hlen
und ausfu¨hren), sind diese Durchla¨ufe im Prozess Ablauf als Teilprozesse auf der Benut-
zeroberfla¨che kenntlich gemacht (vergleiche Abbildung 5.7).
Des Weiteren sollen die Prozess Daten und der Prozess Ablauf (wie in den Abbildungen
5.6 und 5.7 aufgezeigt) auch aus einer U¨bersicht u¨ber alle Ad Hoc Prozesse angezeigt
werden ko¨nnen. Eine solche U¨bersicht wird in Abbildung 5.8 dargestellt. Klickt der
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Abbildung 5.7: Mockup fu¨r das Anzeigen vom Prozess Ablauf
Benutzer auf Prozess Eigenschaften anzeigen, so werden die Prozess Daten und der
Prozess Ablauf des entsprechenden Ad Hoc Prozesses angezeigt.
Abbildung 5.8: Mockup fu¨r Ad Hoc Prozess U¨bersicht
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5.2 Implementierung
Die Benutzeroberfla¨chen von der BPaaS Plattform a¨ussern sich im Prototyp durch User
Tasks, welche mittels Camunda Embedded Task Forms umgesetzt werden [42].
Grundsa¨tzlich werden durch das Embedded Tasks Forms Framework Input Felder ange-
boten, welche an Camunda Prozess Variablen [37] gebunden werden ko¨nnen. U¨ber diese
Prozess Variablen kann im Listener (vergleiche Kapitel 4.3), welcher auf den Abschluss
vom User Task wartet, auf die durch den Benutzer eingegebenen Werte zugegriffen wer-
den.
Es hat sich gezeigt, dass die Anforderungen an die Benutzeroberfla¨chen nicht ohne Wei-
teres, mittels den durch das Embedded Tasks Forms Framework angebotenen Mechanis-
men, sich umsetzen lassen. Die Benutzeroberfla¨che fu¨r die Auswahl der Activity Patterns
setzt voraus, dass eine dynamische Anzahl an Activity Patterns erfasst werden ko¨nnen.
Entsprechend kann dies nicht mit vordefinierten Input Felder realisiert werden. Dazu
mussten via Java Script dynamisch Prozess Variablen erstellt werden, welche die durch
den Benutzer erfassten Activity Pattern Informationen abbilden. Das gleiche gilt fu¨r die
Benutzeroberfla¨che Editieren von Prozess Daten. So entstand teilweise viel clientseitiger
Java Script Code.
Damit ein Knowledge Worker sich jederzeit eine U¨bersicht u¨ber die laufenden sowie
abgeschlossenen Ad Hoc Prozesse verschaffen kann, wurde ein Camunda Cockpit Plugin
[43] implementiert, u¨ber welches von jedem Ad Hoc Prozess der Prozess Ablauf sowie
die Prozess Daten angezeigt werden ko¨nnen (vergleiche Abbildung 5.8). Fu¨r die Anzeige
vom Prozess Ablauf und den Prozess Daten wurde mittels Java Script auf die Camunda
REST APIs zugegriffen und die entsprechenden Informationen zusammengetragen und
aufbereitet. Durch den Ansatz mit dem clientseitigen REST API Zugriff kann auch der
Anforderung entsprochen werden, dass die Informationen auf der Benutzeroberfla¨che
aktualisiert werden ko¨nnen.
Zu Beginn wurde ein Ansatz verfolgt, welcher die Erweiterung des Camunda REST APIs
vorsah, damit das Zusammentragen der Informationen zum Prozess Ablauf und zu den
Prozess Daten auf der Serverseite passieren konnte. Dazu ist aber wenig Dokumentation
vorhanden, deshalb wurde der Ansatz nicht weiterverfolgt [42].
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Beim Zugriff auf das REST API muss der Process Engine Name als URL (Uniform Re-
source Locator) Parameter mitgegeben werden (derjenige des Mandanten). Die Schritte
zur Ermittlung des Process Engine Namens mussten im Camunda Forum erfragt werden
[44].
Teilweise sind Informationen, welche auf der der Benutzeroberfla¨che darzustellen sind, in
Java Objekten abgelegt. Damit diese Java Objekte sehr einfach auf dem User Interface
geladen und angezeigt werden ko¨nnen, werden sa¨mtliche Java Objekte mittels JSON [45,
46] serialisiert gespeichert. U¨ber eine entsprechende Einstellung in der Process Engines
Konfigurationsdatei bpm-platform.xml kann Camunda angewiesen werden, dass die
Prozess Variablen generell im JSON Format abgelegt werden sollen:
<property name="defaultSerializationFormat">application/json</property>
5.3 Fazit
Die User Interface Mockups sowie die Implementierung mu¨ssen in folgenden Punkten
kritisch hinterfragt werden:
• Die in diesem Kapitel vorgestellten User Interface Mockups wurden nicht validiert,
sprich einem Experten zur Durchsicht vorgelegt.
• Bei der Implementierung entstand viel Java Script Code, welcher zum Teil auch
doppelt in den verschiedenen Benutzeroberfla¨chen gefu¨hrt wird und schwierig au-
tomatisiert zu testen ist.
• Der Prozess Ablauf kann sehr komplex und lang werden. Das Problem wird in
Kapitel 4.2.2 aufgezeigt. Entsprechend braucht es diesbezu¨glich eine intuitive und
benutzerfreundliche Darstellung der Informationen, welche auch mobilen Gera¨ten
gerecht wird. Das ist nicht ein triviales Problem, welches in weiteren Forschungs-
arbeiten gelo¨st werden muss (vergleiche Kapitel 9).
• Die Tabellen, welche den Prozess Ablauf sowie die Prozess Daten darstellen, werden
zum Teil so breit, dass auf mobilen Gera¨ten gescrollt werden muss. Dies muss bei
einer U¨berarbeitung der Benutzeroberfla¨chen beru¨cksichtigt werden.
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• Camunda zeigt oben rechts auf der Benutzeroberfla¨che eine Dropdown Box mit
allen verfu¨gbaren Process Engines an. Die Mandanten auf der BPaaS Plattform
sollten nichts voneinander mitbekommen. Entsprechend sollte eine solche Drop-
down Box nicht sichtbar sein. Diesbezu¨glich wurde eine Frage im Camunda Forum
gestellt [47]. Die Dropdown Box liesse sich mit CSS Manipulationen ausblenden.
• Die User Interface Masken, welche vom Ad Hoc Prozess angeboten werden, besitzen
keine oder nur sehr rudimenta¨re clientseitige Validierungen der Benutzereingaben.
• User Interface Texte und Fehlermeldungen sind hartcodiert auf Deutsch im Source
Code hinterlegt. Somit ko¨nnen andere Sprachen im Moment nicht auf einfache Art
und Weise unterstu¨tzt werden.
• Das REST API von Camunda wurde im Prototyp nicht mittels Authentifizierung
geschu¨tzt [48]. So ko¨nnen mit entsprechenden Kenntnissen auf die Daten aller
Mandanten zugegriffen werden. Der gegenseitige Datenzugriff von verschiedenen
Mandanten u¨ber das REST API ist somit mo¨glich.
• Mit der vorgeschlagenen Lo¨sung ist fu¨r den Knowledge Worker ein Mehraufwand
zu erwarten, weil nur generische Activity Patterns unterstu¨tzt werden und keine
Aktivita¨ten vorausgewa¨hlt werden ko¨nnen. Eine Parametrierung von den Activity
Patterns auf die Business Domain wa¨re sinnvoll. Im erwa¨hnten Beispiel (Kapitel
4) vom Arzt in der Notfallaufnahme sollte der Arzt zum Beispiel aus einer Drop-
downbox auswa¨hlen ko¨nnen, welche Aufgabe im Activity Pattern Ausfu¨hren von
Task auszufu¨hren ist, statt dies von Hand eingeben zu mu¨ssen. Gerade in einer
Notsituation spart das Zeit.
• Der Prototyp bietet fu¨r das Activity Pattern Editieren von Prozess Daten nicht die
komplette Funktionalita¨t. Prozess Daten ko¨nnen nicht bearbeitet werden sondern
nur erfasst und gelo¨scht werden. Zudem ko¨nnen Dateien nicht als Prozess Daten
erfasst werden.
• Die von Camunda angebotene Save Funktionalita¨t wird nicht unterstu¨tzt. Werden
Activity Patterns in der Aktivita¨t Activity Patterns auswa¨hlen erfasst, auf Save
gedru¨ckt und dann die Seite neu geladen, so sind die erfassten Activity Patterns




Dieses Kapitel beschreibt den On-Boarding Prozess. Dabei geht es um das automatisierte
Erstellen einer Umgebung fu¨r ein Unternehmen, welches die BPaaS Plattform nutzen
mo¨chte.
6.1 Lo¨sungsansa¨tze
Je nach gewa¨hltem Multi-Tenancy Ansatz verla¨uft das On-Boarding anders. Entspre-
chend muss als erstes der umzusetzende Multi-Tenancy Ansatz definiert werden. Die
Wahl vom Multi-Tenancy Ansatz soll auf begru¨ndeten Kriterien basieren.
Kabbedijk et al. haben entlang der beiden Dimensionen Application Layer und Data
Layer 12 verschiedene Multi-Tenant Architekturen (MTA), so genannte MTA Patterns,
abgeleitet [22]. Diese werden gegeneinander verglichen und so wird ein Hilfsmittel gebo-
ten, die ideale Multi-Tenancy Architektur zu identifizieren.
Im Rahmen der Literaturanalyse (vergleiche Kapitel 2.5) wurden die in Camunda mo¨gli-
chen Multi-Tenancy Ansa¨tze [21] bereits erarbeitet. Ein weiterer Ansatz wird in Kapitel
2.5 erwa¨hnt. Nachfolgend eine Auflistung der mo¨glichen Ansa¨tze, welche zu bewerten
sind. Zu jedem der Ansa¨tze wird angegeben, welchem MTA Pattern aus [22] der An-




• Eine geteilte Process Engine, auf welchem alle Mandanten gleichzeitig laufen. Die
Daten sind dabei in einer geteilten Datenbank gespeichert. Dies entspricht einem
AI, DC Pattern.
• Pro Mandant eine eigene Process Engine. Dazu eine geteilte Datenbank mit einem
Satz an Tabellen pro Mandant. Dies entspricht einem AS, DB Pattern.
• Pro Mandant eine eigene Process Engine und Datenbank. Dies entspricht einem
AS, DS Pattern.
• Pro Mandant eine eigene Virtual Machine. Entsprechend besitzt jeder Mandant
eine eigene Process Engine (sowie Application Server) und Datenbank (sowie Da-
tenbank Server). Dies entspricht einem AD, DD Pattern.
In [22] werden die Multi-Tenant Architekturen anhand von 17 Kriterien bewertet. Die
Kriterien wurden durch die Autoren Kabbedijk et al. mittels einer strukturierten Lite-
raturanalyse erarbeitet. Erkla¨rungen zu den einzelnen Kriterien findet man in [49]. Aus
diesen 17 Kriterien sollen die fu¨r die BPaaS Plattform relevanten Kriterien abgeleitet
werden. Nicht alle von den 17 Kriterien, welche in [22] aufgefu¨hrt sind, sind aus Sicht
des Autors relevant oder gleich relevant fu¨r die BPaaS Plattform.
Die Kriterien Portability (U¨bertragbarkeit vom System auf eine andere Laufzeitumge-
bung), Variability (Unterstu¨tzung von individuellen Lo¨sungen oder Konfigurationen pro
Mandant) sowie Diverse SLA (Unterstu¨tzung von verschiedenen SLAs fu¨r verschiedene
Mandanten) werden vom Autor als unwichtig eingestuft (Gewichtungsfaktor 0.1). Die
restlichen Kriterien werden alle als wichtig eingestuft und erhalten das Gewicht 1.0.
Abbildung 6.1 zeigt zusammenfassend die Kriterien aus [22]. Die MTA Patterns, welche
durch Camunda unterstu¨tzt sind und entsprechend bewertet werden, sind blau markiert:
6.2 Entscheid
Die Entscheidung fu¨r einen Multi-Tenancy Ansatz soll mittels einer Nutzwertanalyse
[50] herbeigefu¨hrt werden. Wie oben bereits erla¨utert, erhalten die aus Sicht des Autors
wichtigen Kriterien ein Gewicht von 1.0 und die unwichtigen Kriterien ein Gewicht von
0.1 (siehe nachfolgende Tabelle 6.1). Die Bewertung der einzelnen Kriterien pro Ansatz
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Abbildung 6.1: Multi-Tenant Architekturen [22]
wurde aus [22] u¨bernommen. Jede Zelle besteht aus zwei Werten. Die Zahl links ist
die Bewertung, welche aus [22] u¨bernommen wurde. Die Zahl rechts ist die gewichtete
Bewertung (Gewicht multipliziert mit der Bewertung).
Aufgrund der Nutzwertanalyse in Tabelle 6.1 wird ein AS, DS Ansatz verfolgt. Gema¨ss
[22] bedeutet das folgendes:
1. Es existiert ein Application Server, welcher von allen Mandanten geteilt wird. Pro
Mandant existiert eine Applikationsinstanz von Camunda (Process Engine). Es
wird vom Autor angenommen, dass eine Applikationsinstanz im Fall von Camunda
mit einer Process Engine gleichgesetzt wird.
2. Es existiert ein Datenbank Server, welcher von allen Mandanten geteilt wird. Pro
Mandant existiert eine Datenbank.
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Kriterium Gewicht AD,DD AS,DS AS,DB AI,DC
Time Behavior 1.0 5.0 5.0 4.0 4.0 3.5 3.5 2.0 2.0
Resource Utilization 1.0 2.5 2.5 3.0 3.0 3.0 3.0 4.5 4.5
Throughput 1.0 4.5 4.5 3.0 3.0 3.0 3.0 3.0 3.0
Number of Tenants 1.0 1.0 1.0 3.5 3.5 4.0 4.0 5.0 5.0
Number of End-Users 1.0 2.5 2.5 3.5 3.5 3.5 3.5 4.0 4.0
Availability 1.0 4.0 4.0 3.0 3.0 3.0 3.0 3.0 3.0
Recoverability 1.0 5.0 5.0 4.0 4.0 3.0 3.0 2.0 2.0
Confidentiality 1.0 5.0 5.0 4.0 4.0 3.0 3.0 2.0 2.0
Integrity 1.0 4.5 4.5 3.5 3.5 3.0 3.0 2.5 2.5
Authenticity 1.0 4.5 4.5 3.0 3.0 3.0 3.0 3.0 3.0
Maintainability 1.0 1.5 1.5 3.0 3.0 4.0 4.0 5.0 5.0
Portability 0.1 5.0 0.5 4.5 0.45 4.0 0.4 3.0 0.3
Deployment Time 1.0 1.5 1.5 3.5 3.5 4.0 4.0 5.0 5.0
Variability 0.1 5.0 0.5 4.0 0.4 3.5 0.35 1.0 0.1
Diverse SLA 0.1 5.0 0.5 3.5 0.35 3.0 0.3 2.0 0.2
Software Complexity 1.0 5.0 5.0 4.5 4.5 4.0 4.0 2.0 2.0
Monitoring 1.0 1.0 1.0 3.0 3.0 4.0 4.0 5.0 5.0
Summe Gewichtet 49 49.7 49.05 48.6
Tabelle 6.1: Bewertung von Multi-Tenant Ansa¨tzen [22]
6.3 Implementierung
Jede Process Engine muss bei Camunda in eine Datei namens bpm-platform.xml ein-
getragen werden [51]. Des Weiteren muss pro Mandant eine Java Database Connecti-
vity (JDBC) Ressource in der Tomcat Datei server.xml registriert werden [52]. Dem
gewa¨hlten Ansatz entsprechend bedeutet das, dass fu¨r jeden Mandanten einen Eintrag
in diesen Dateien erfolgen muss. Damit die A¨nderungen sichtbar werden, muss Camunda
(respektive der darunterliegende Application Server) neu gestartet werden [53].
Ein Neustart vom Application Server ist bei der BPaaS Plattform nicht denkbar, weil
das On-Boarding eines neuen Mandanten nicht zu einem Unterbruch bei den bereits
vorhandenen Mandanten fu¨hren darf. Entsprechend musste ein dynamischer Ablauf vom
On-Boarding gesucht werden, zu welchem auch eine Frage im Camunda Forum gestellt
wurde [53]. Mit dem Bootstrapping API von Camunda konnte diese Dynamik erreicht
werden (vergleiche [54]).
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Der Ablauf fu¨r das On-Boarding eines neuen Mandanten sieht folgendermassen aus:
1. Erstellen einer MySQL Datenbank auf dem Datenbank Server.
2. Ausfu¨hren von den Datenbank Scripts (mysql_engine_7.6.0.sql
sowie mysql_identity_7.6.0.sql), welche die Camunda Tabellen und Indizes
erstellen (enthalten in der Camunda Distribution).
3. Erstellen und Registrieren einer Process Engine u¨ber die Bootstrapping Java API
(vergleiche [54]). Das Verwenden der Bootstrapping Java API verhindert einen
Neustart von Tomcat.
4. Erstellen einer JDBC Ressource in der Datei server.xml von Tomcat.
5. Registrieren der Process Engine in der Datei bpm-platform.xml von Camunda.
So steht die Process Engine auch nach einem Restart von Tomcat zur Verfu¨gung.
6. Erstellen eines Camunda Administrator Benutzers mit entsprechenden Berechti-
gungen.
7. Erstellen von weiteren Camunda Benutzern mit entsprechenden Berechtigungen.
Die Benutzerinformationen ko¨nnen beim On-Boarding Prozess u¨ber eine CSV Da-
tei mitgegebenen werden.
8. Deployen des BPaaS Ad Hoc Prozesses in die erstellte Process Engine (Details
dazu in Abschnitt 6.3.1).
9. Versenden einer Benachrichtigung per E-Mail an das Unternehmen, sobald der On-
Boarding Prozess abgeschlossen ist. In dieser E-Mail Benachrichtigung ist ein Link
enthalten, welchen das Unternehmen direkt auf die neu erstellte Process Engine
fu¨hrt.
10. Eintragen des Mandanten in die BPaaS Admin Datenbank (vergleiche Abschnitt
6.3.2).
Ein Unternehmen kann u¨ber eine Web-Applikation selbsta¨ndig einen Mandanten ero¨ff-
nen und erha¨lt so Zugriff auf die BPaaS Plattform. Dazu wurde eine Servlet / JSP
(HTML, Bootstrap) Web-Applikation erstellt. Um einen Mandanten zu ero¨ffnen muss
das Unternehmen ein Formular ausfu¨llen. Dabei kann auch eine CSV Datei mitgegeben
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werden, welche Benutzerinformationen entha¨lt. Diese Benutzer werden durch das On-
Boarding auf der Process Engine erstellt. Die Benutzer haben Zugriff auf die Tasklist
sowie das Cockpit und ko¨nnen Ad Hoc Prozesse starten.
Des Weiteren wurde eine Administrations Webseite realisiert, u¨ber welche auf die Pro-
cess Engines der registrierten Mandanten zugegriffen werden kann sowie die Process
Engines von registrierten Mandanten gelo¨scht werden ko¨nnen. Weil keine Dokumenta-
tion bezu¨glich dem Lo¨schen einer Process Engine gefunden wurde, wurde eine Frage im
Camunda Forum gestellt [55].
Der erwa¨hnte On-Boarding Ablauf ist in der Klasse ch.boller.bpaas.registration.
service.TenantService in der Methode create abgebildet. Weil zum Teil exklusiv
auf Ressourcen zugegriffen wird (z.B. die Datei bpm-platform.xml oder server.xml),
mussten die Methoden create und delete threadsicher implementiert werden, damit
sich immer nur ein Thread in der Methode befinden kann. Der implementierte On-
Boarding Ablauf ist an [56] angelehnt.
6.3.1 Ad Hoc Process Deployment
Wie im Ablauf oben beschrieben, muss nach dem Bootstrapping der Process Engine der
BPaaS Ad Hoc Process in die neu erstellte Process Engine deployed werden, damit das
Prozess Modell fu¨r den Mandanten zur Verfu¨gung steht. Dafu¨r existiert kein Java API
(vergleiche [57]). Deshalb musste ein Umweg u¨ber die WAR Datei gemacht werden. In
der WAR Datei befindet sich die Datei processes.xml. In dieser Datei muss fu¨r jeden
Mandanten ein process-archive eingetragen werden [58] und darin der Name der Process
Engine angegeben werden (diejenige des neuen Mandanten). Dazu sind Datei Manipula-
tionen notwendig (Bearbeiten der Datei processes.xml, Ersetzen von der bearbeiteten
Datei in der Ad Hoc Prozess WAR Datei). Diese Datei Manipulationen finden direkt im
webapps Verzeichnis von Tomcat statt.
6.3.2 Admin Datenbank
Die bpaas_admin Datenbank befindet sich auf dem MySQL Server und beherbergt Me-
tadaten zur BPaaS Plattform:
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Alle Angaben zu den registrierten Mandanten werden in der Tabelle tenant gefu¨hrt.
Dazu geho¨rt eine Identifikation der Process Engine vom Mandanten, der Name vom
Unternehmen, die E-Mail Adresse sowie wann der Mandant erstellt wurde.
Damit fu¨r das On-Boarding eine gewisse Flexibilita¨t bezu¨glich Konfiguration besteht
(z.B. unterschiedliche Konfigurationen auf Entwicklungs- und Produktivumgebung), wur-
de eine Tabelle settings eingerichtet, welche Key-Value Paare entha¨lt. Die On-Boarding
Web-Applikation liest diese Konfiguration aus und verwendet diese zur Laufzeit. Folgen-
de Konfigurationen sind mo¨glich:
• Pfadangabe vom Tomcat Installationsverzeichnis.
• Camunda Datenbank Name Pra¨fix von den Datenbanken, welche fu¨r die Mandan-
ten erstellt werden (Default: camunda_).
• Name von der Tomcat Datasources Datei (Default: bpmn-platform.xml).
• Name von der Camunda Process Engine Datei (Default: server.xml).
• Link auf die Camunda Process Engine. Dieser Link wird in die E-Mail Benach-
richtigung eingefu¨gt, welche nach erfolgreichem On-Boarding versendet wird.
• Betreff der E-Mail Benachrichtigung, welche nach erfolgreichem On-Boarding ver-
sendet wird.
• Text der E-Mail Benachrichtigung, welche nach erfolgreichem On-Boarding ver-
sendet wird.
• Name der Ad Hoc Prozess WAR Datei, welche wa¨hrend dem On-Boarding vera¨ndert
(siehe Abschnitt 6.3.1) und deployed wird (Default: adhocprocess.war).
Alle diese Key-Value Paare mu¨ssen vorhanden sein und einen Wert enthalten, sonst
wirft die On-Boarding Web-Applikation eine Exception vom Typ ch.boller.bpaas.
registration.exception.InitializationException.
6.4 Fazit
Das umgesetzte On-Boarding erfu¨llt den Zweck, dass sich ein Unternehmen selbsta¨ndig
eine Umgebung auf der BPaaS Plattform einrichten kann. Leider ist das Camunda Java
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API noch nicht durchga¨ngig fu¨r das On-Boarding nutzbar, so dass ein paar Schritte vom
On-Boarding Prozess auf andere Art und Weise umgesetzt werden mussten (z.B. durch
Datei Manipulationen, vergleiche Kapitel 6.3.1). Zudem ermo¨glicht die On-Boarding
Web-Applikation potentiell Denial of Service Attacken, weil durch das Ausfu¨llen vom
Registrierungsformular Ressourcen im Hintergrund angelegt werden. Das duzendfache
Ausfu¨llen des Formulars braucht die verfu¨gbaren Ressourcen auf dem Server auf (insbe-
sondere Arbeitsspeicher).
Die On-Boarding Implementierung ist in folgenden Punkten noch von einer sauberen
und produktiv einsetzbaren Lo¨sung entfernt.
• Das On-Boarding ist dahingehend zu verfeinern, dass der On-Boarding Ablauf,
welcher aus mehreren Schritten besteht, komplett durchla¨uft oder im Falle eines
Fehlers sa¨mtliche bereits geta¨tigten Schritte ru¨ckga¨ngig gemacht werden.
• Es sollte einen Kundenbereich geben, wo ein Unternehmen ein Account ero¨ffnen
kann und dort die BPaaS Plattform Zuga¨nge verwalten kann. Dort ko¨nnten auch
verschiedene Performance Packages gewa¨hlt werden (Arbeitsspeicher, CPU etc.)
Dieser Kundenbereich existiert noch nicht.
Weiter muss der u¨ber die Nutzwertanalyse herbeigefu¨hrte On-Boarding Ansatz Ent-
scheid kritisch hinterfragt werden. Die erreichten Punktzahlen der einzelnen Ansa¨tze
liegen zum Teil sehr nahe beieinander und durch eine minimale Vera¨nderung der Ge-
wichtungen wu¨rde eine andere Lo¨sung pra¨feriert werden. Im Idealfall wa¨re die Gewich-




Die Prozess Daten werden durch das Activity Pattern Editieren von Prozess Daten
erstellt, modifiziert und gelo¨scht. Prozess Daten sind eine Sammlung an Datensa¨tzen,
wobei jeder Datensatz aus einem Schlu¨ssel und einem Wert besteht. Der Schlu¨ssel iden-
tifiziert und beschreibt den Datensatz, der Wert beinhaltet die eigentliche Information.
Als Wert sollen beliebige Datentypen unterstu¨tzt werden. Beispiele davon ko¨nnen aus
den erarbeiteten Anwendungsfa¨llen (vergleiche Abschnitt 4.1) abgeleitet werden: Texte
(z.B. Name des Patienten), Zahlen (z.B. Patientennummer), Bilder, Dokumente (z.B.
Anamnesebogen) als PDF, Word, Excel.
Fu¨r die Ablage von Daten zu einer Prozess Instanz sind bei Camunda so genannte
Prozess Variablen vorgesehen [37].
Grundsa¨tzlich ko¨nnen die Prozess Daten gleichzeitig von mehreren Personen und Rol-
len bearbeitet werden, weil mehrere Activity Patterns vom Typ Editieren von Prozess
Daten erfasst und gleichzeitig in Ausfu¨hrung sein ko¨nnen. Dieser Umstand macht die
Umsetzung von der Funktionalita¨t komplex, weil z.B. eine Person den Datensatz Patien-
tennummer bearbeiten kann, wa¨hrenddem eine andere Person diesen Datensatz lo¨scht.
Weitere Parallelita¨t kann durch das Activity Pattern Importieren von Prozess Daten
dazu kommen, welches ebenfalls auf die Prozess Daten zugreift und diese bearbeitet.
Fu¨r diese Art von Problem implementiert Camunda den Optimistic Locking Mecha-
nismus: Jeder Datensatz erha¨lt eine Version. Bei einer Modifikation wird diese Version
um eins erho¨ht. Wird nun versucht, die Daten zu bearbeiten oder lo¨schen, dann wird
immer die Version versucht zu bearbeiten oder lo¨schen. Wenn keinen Datensatz mit
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der Version gefunden wurde, dann erkennt Camunda das als Konflikt. Es muss also
in der Zwischenzeit eine Bearbeitung des Datensatzes durch einen anderen Benutzer
stattgefunden haben. Beim Vorliegen einer solchen Situation wird durch Camunda eine
OptimisticLockingException geworfen [59].
Ko¨nnten die Prozess Daten des Ad Hoc Prozesses in Prozess Variablen abgelegt werden,
so wa¨re das oben erwa¨hnte Problem bereits durch den Optimistic Locking Mechanismus
vom Camunda behandelt.
Durch das gewa¨hlte Ad Hoc Prozess Design besteht ein Ad Hoc Prozess aus mehreren
Prozess Instanzen (vergleiche Kapitel 4). Deshalb kommen Prozess Variablen, welche
pro Prozess Instanz gelten, fu¨r die Ablage und Verwaltung der Prozess Daten nicht in
Frage. Entsprechend muss fu¨r dieses Problem ein anderer Lo¨sungsansatz gesucht werden,
welcher es erlaubt, die Prozess Daten zwischen mehreren Prozess Instanzen zu teilen.
7.1 Lo¨sungsansa¨tze
Eine Mo¨glichkeit, die Prozess Daten aus mehreren Prozess Instanzen zugreifbar zu ma-
chen und zwischen Prozess Instanzen zu teilen, ist die Ablage der Prozess Daten in eine
Datenbank. Zum einen ko¨nnten die Prozess Daten in die bereits pro Mandant vorhandene
Camunda Datenbank abgelegt werden (vergleiche Kapitel 6). Dazu mu¨sste das Camun-
da Datenbankschema um Tabellen erga¨nzt werden, damit die Prozess Daten verwaltet
werden ko¨nnen.
Eine weitere Mo¨glichkeit ist es, pro Mandant eine eigene Datenbank anzulegen, worin
die Prozess Daten abgelegt werden. Eine Mandanten-u¨bergreifende Datenbank fu¨r die
Prozess Daten wu¨rde dem im Kapitel 6 herbeigefu¨hrten Entscheid einer eigenen Ca-
munda Datenbank pro Mandant widersprechen. Dieser Ansatz hat den Vorteil, dass
andere Datenbanktypen verwendet werden ko¨nnten als eine relationale Datenbank (die
Camunda Daten sind im Prototyp pro Mandant in einer MySQL Datenbank abgelegt,
vergleiche Kapitel 6). Unter Umsta¨nden wa¨ren andere Datenbank Typen [60] fu¨r die
Ablage von den Prozess Daten besser geeignet (z.B. ko¨nnte eine MongoDB Document
Database genutzt werden [61]).
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Der Aufbau von eigenen Datenbankstrukturen fu¨r die Verwaltung der Prozess Daten ist
ein Lo¨sungsansatz, welcher aus Sicht des Autors fu¨r eine produktiv einsetzbare Lo¨sung
umgesetzt werden sollte. So lassen sich Berechtigungen abbilden und die Konsistenz der
Daten ist durch die Datenbank sichergestellt.
7.2 Entscheid
Aus Sicht des Autors reicht fu¨r einen Prototyp ein Ansatz aus, welcher die Prozess
Daten mittels eines Code Konstrukts verwaltet, auf welches alle Prozess Instanzen Zugriff
haben.
7.3 Implementierung
In eine Datenstruktur wird pro Business Case Id ein Objekt vom Typ AdHocProcessData
abgelegt, worin die Prozess Daten verwaltet werden. Jede Prozess Instanz kennt u¨ber
eine entsprechende Prozess Variable die Business Case Id, welche beschreibt, welchem
Business Case die Prozess Instanz angeho¨rt. So hat jede Prozess Instanz Zugriff auf das
AdHocProcessData Objekt. Jedes AdHocProcessData Objekt besitzt eine Version, wel-
che bei einer Modifikation (Erfassen, Bearbeiten, Lo¨schen) inkrementiert wird. Bevor
die Prozess Daten bearbeitet werden, wird die Version von den aktuellsten Ad Hoc Pro-
zess Daten gegen die Version verglichen, als die Ad Hoc Prozess Daten gelesen wurden.
Stimmt die Version nicht u¨berein, dann hat in der Zwischenzeit eine Modifikation der
Prozess Daten stattgefunden und es wird eine entsprechende Exception geworfen, welche
den Benutzer auf die Ausnahmesituation hinweist. Dieses umgesetzte Muster entspricht
dem Optimistic Locking Mechanismus.
Damit sind die Prozess Daten aber noch nicht persistiert. Damit die Prozess Daten
persistent abgelegt werden, fu¨hrt jede Modifikation der Prozess Daten dazu, dass der
aktuelle Stand der Prozess Daten (das AdHocProcessData Objekt) in eine neue Prozess
Variable abgelegt wird. Die Prozess Variable wird unter einem Schlu¨ssel abgelegt, welcher
die Version mitbeinhaltet. So kann es nicht zu einem Prozess Variable Namenskonflikt
kommen. U¨ber Camunda APIs (REST API) kann nach allen Prozess Variablen gesucht
werden, welche zu einer Business Case Id geho¨ren und es kann durch die Version im
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Variable Name die Prozess Variable ermittelt werden, welche den aktuellsten Stand
der Prozess Daten entha¨lt (entspricht der ho¨chsten Version Id). Dies ist zum Beispiel
notwendig, wenn die aktuellsten Prozess Daten auf dem User Interface angezeigt werden
sollen. Der Vorteil von diesem Ansatz ist, dass keine Datenbank Erweiterungen gemacht
werden mu¨ssen. Dafu¨r sind die Prozess Daten mehrfach in der Camunda Datenbank
abgespeichert.
7.3.1 Daten Modell
Dieser Abschnitt beschreibt das Daten Modell der Prozess Daten. In nachfolgender Ab-
bildung 7.1 ist das Daten Modell als UML Klassendiagramm dargestellt. Auf die Auf-
listung von getter und setter Methoden wird verzichtet:
Abbildung 7.1: Daten Modell der Prozess Daten
Pro Business Case existiert ein Objekt vom Typ AdHocProcessData. Ein einzelner
Wert wird durch ein Key und ein Value repra¨sentiert und in ein Objekt vom Typ
AdHocProcessDataEntry abgelegt. Bei jeder Modifikation der Prozess Daten durch
das Activity Pattern Editieren von Prozess Daten wird die Version auf dem Objekt
AdHocProcessData erho¨ht.
Das Objekt besitzt folgende Eigenschaften:
• revision: Die Versionsnummer, welche den Stand identifiziert. Bei jeder Modifika-
tion der Prozess Daten wird die Versionsnummer inkrementiert.
• entries: Die Sammlung an Prozess Daten.
Ein einzelner Wert in den Prozess Daten wird in ein Objekt vom Typ
AdHocProcessDataEntry abgelegt.
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Das Objekt besitzt folgende Eigenschaften:
• key : Schlu¨ssel des Wert, welcher den Wert beschreibt (z.B. Patientenname).
• value: Der eigentliche Wert als String.
• createdAt : Wann der Wert erfasst wurde.
• createdFrom: Der Benutzer, welcher den Wert erfasst hat.
• uuid : Zur eindeutigen Identifikation eines Werts.
7.4 Fazit
Der in diesem Kapitel erarbeitete Ansatz zur Verwaltung der Prozess Daten ist aus Sicht
des Autors fu¨r einen Prototyp ausreichend. Fu¨r einen produktiven Einsatz ist dieser
Ansatz aber ungeeignet und muss in folgenden Punkten kritisch hinterfragt werden:
• Die Prozess Daten werden mehrfach in Prozess Variablen gespeichert (Redundanz).
• Bei der Darstellung der Prozess Daten muss immer zuerst die Prozess Variable
ermittelt werden, welche die aktuellsten Prozess Daten beinhaltet.
• Der implementierte Ansatz erlaubt es nicht, Berechtigungsmechanismen fu¨r den
Zugriff (Lesen, Schreiben) auf die Prozess Daten zu implementieren.
• Aktuell unterstu¨tzt werden nur Prozess Daten in Form von Zeichenketten (Strings).
Kapitel 8
Evaluierung
Wie in der Forschungsmethode erla¨utert (vergleiche Kapitel 3), soll der entwickelte Pro-
totyp bezu¨glich der Wirksamkeit evaluiert werden. Dabei fanden Evaluationen auf dem
Business Logik Layer und dem User Interface Layer statt.
8.1 Business Logik
Auf dem Business Logik Layer wurden die in Kapitel 4 vorgestellten Beispielabla¨ufe au-
tomatisiert getestet. Camunda bietet zur Automatisierung von Abla¨ufen entsprechende
APIs an [62].
Die erarbeiteten Abla¨ufe (Behandlung eines Patienten, Umsetzung eines Projekts) sind




Auch das User Interface sollte bei der Evaluierung zur Ausfu¨hrung kommen, stellt es
doch die Schnittstelle zwischen BPaaS Plattform und Benutzer dar. Auch hier kamen die
im Kapitel 4 vorgestellten Beispielabla¨ufe zur Anwendung. Die Beispielabla¨ufe wurden
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direkt auf der BPaaS Plattform manuell durchgefu¨hrt. Als Testumgebung wurde die
produktive Amazon AWS Umgebung genutzt (vergleiche Anhang A).
Der Beispielablauf Umsetzung eines Projekts liesse sich beliebig weit treiben, weil das
Beispiel rekursiv aufgebaut ist. Im Rahmen von der Evaluierung wurde ein Projekt in
zwei Teilprojekte aufgeteilt, welche nicht weiter aufgeteilt wurden.
Den Beispielabla¨ufen vorangeha¨ngt wurde beim Testen der On-Boarding Prozess, wel-
cher u¨ber die On-Boarding Web-Applikation durchgefu¨hrt wurde. Zudem wurde wa¨hrend
der Ausfu¨hrung der Beispielabla¨ufe immer mal wieder das Cockpit Plugin geo¨ffnet, wel-
ches den Prozess Ablauf und die Prozess Daten aller Ad Hoc Prozesse anzeigt.
Zu Abweichungen gema¨ss den dokumentierten Beispielabla¨ufen kam es bei der Durchfu¨hrung
der Evaluierung bei folgenden Punkten:
• Es ko¨nnen beim Durchfu¨hren vom Activity Pattern Editieren von Prozess Daten
keine Dateien auf die BPaaS Plattform heraufgeladen werden, weil der Prototyp
dies nicht unterstu¨tzt. Entsprechend wurden anstatt Dateien einfach Textwerte
eingegeben.
• Anders als in den Beispielabla¨ufen erwa¨hnt, unterstu¨tzt der Protottyp keine Aus-
wahl und Zuteilung von Activity Patterns zu Rollen. Entsprechend wurden die




Diese Master Thesis legt als Resultat ein Konzept sowie ein Software Prototyp vor.
9.1.1 Konzept
Zur Lo¨sung von der Problemstellung wurde ein Ad Hoc Prozess erarbeitet, welcher als
BPMN Prozess Modell modelliert wurde. Der Ad Hoc Prozess beschreibt, wie unstruktu-
rierte Business Prozesse mittels Activity Patterns auf der BPaaS Plattform unterstu¨tzt
werden ko¨nnen. Weiter zeigt das Konzept User Interface Mockups auf. Diese beschrei-
ben die Benutzeroberfla¨che, welche den Ad Hoc Prozess fu¨r den Endbenutzer ausfu¨hrbar
und steuerbar macht. Des Weiteren wurden Lo¨sungen erarbeitet fu¨r die Unterstu¨tzung
von Prozess Daten sowie fu¨r das automatisierte On-Boarding von Unternehmen auf die
BPaaS Plattform.
9.1.2 Prototyp
Der umgesetzte Prototyp nutzt das im Konzept erarbeitete BPMN Prozess Modell und
erlaubt es, die Activity Patterns Ausfu¨hren von Task, Entscheidung sowie Editieren von
Prozess Daten auszufu¨hren. Der Prototyp umfasst des Weiteren ein Camunda Cockpit
Plugin, u¨ber welches der Status der sich in Ausfu¨hrung befindlichen und beendeten
Ad Hoc Prozesse eingesehen werden kann. Zudem bietet der Prototyp eine On-Boarding
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Web-Applikation, woru¨ber automatisiert eine Umgebung fu¨r ein Unternehmen aufgebaut
werden kann.
Die weiteren Activity Patterns (vergleiche Tabelle 2.1) wurden entweder bewusst oder
aus zeitlichen Gru¨nden nicht umgesetzt. Bewusst nicht umgesetzt wurden die Activity
Patterns Ero¨ffnen von Business Case sowie Schliessen von Business Case. Diese Activity
Patterns sind durch das Starten eines Ad Hoc Prozesses sowie durch das Abschliessen
vom Ad Hoc Prozess implizit vorhanden. Dabei wird eine neue Business Case Id generiert
und die Prozess Daten initialisiert. Fu¨r das Activity Pattern Verfeinern von Prozess
Daten ergab sich aus den erarbeiteten Anwendungsfa¨llen (vergleiche Kapitel 4.1) kein
Szenario, welches das Activity Pattern notwendig machte. Die weiteren Activity Patterns
wurden aus zeitlichen Gru¨nden nicht umgesetzt und ha¨tten sowohl die Erweiterung vom
Ad Hoc Prozess Modell als auch die Implementierung von weiteren User Interfaces zur
Folge gehabt.
Mit der Evaluierung (vergleiche Kapitel 8) wurde dargelegt, dass typische unstrukturier-
te Business Prozesse durch den implementierten Software Prototyp unterstu¨tzt werden.
Die Wirksamkeit vom Software Prototyp wurde so aufgezeigt. Auch wenn der umgesetz-
te Prototyp noch einige Schwachstellen besitzt und Workarounds implementiert, kann
der Prototyp nach Meinung des Autors die Basis fu¨r weitere Forschungsarbeiten bilden.
9.2 Beantwortung der Forschungsfragen
9.2.1 Hauptforschungsfrage
HF: Wie kann eine BPaaS Plattform realisiert werden, welche unstrukturierte Busi-
ness Prozesse mittels Activity Patterns auf Basis von Camunda als Service anbietet?
Das zentrale Artefakt dieser Master Thesis ist der Ad Hoc Prozess. Das Artefakt be-
schreibt einen Ansatz, wie unstrukturierte Business Prozesse unterstu¨tzt werden ko¨nnen.
Der Ad Hoc Prozess wurde als BPMN Prozess Modell entwickelt und stellt so ein gene-
risches Konstrukt dar, welches grundsa¨tzlich auf beliebigen BPMS ausfu¨hrbar ist. Der
Ad Hoc Prozess erlaubt es dem Knowledge Worker die jeweils na¨chsten auszufu¨hrenden
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Activity Patterns auszuwa¨hlen und in Auftrag zu geben. Sind die Activity Patterns aus-
gefu¨hrt, so gelangt der Ad Hoc Prozess wieder zuru¨ck zum Knowledge Worker und die
na¨chsten auszufu¨hrenden Activity Patterns ko¨nnen gewa¨hlt werden.
Es wurden verschiedene voneinander unabha¨ngige zu unterstu¨tzende Dimensionen iden-
tifiziert, u¨ber welche der Ablauf von einem Ad Hoc Prozess gesteuert werden kann.
Diese Dimensionen sind die Synchronita¨t / Asynchronita¨t, Rekursion und Parallelita¨t
(vergleiche UF 1 in Abschnitt 9.2.2). Nach dem aktuellen Wissensstand sind fu¨r die Un-
terstu¨tzung von unstrukturierten Business Prozessen keine weiteren Dimensionen not-
wendig. Definitiv ausschliessen la¨sst sich das aber nicht.
Durch das Deployment der BPaaS Plattform auf einen Amazon Cloud basierten Win-
dows Rechner sowie das Anbieten eines On-Boarding Prozesses kann die Umgebung fu¨r
den Kunden als Service angeboten werden. Der Kunde kann selbsta¨ndig einen Zugang
zur BPaaS Plattform beantragen und sofort mit der Ausfu¨hrung von unstrukturierten
Business Prozessen beginnen.
9.2.2 Unterforschungsfragen
UF 1: Welche Arten von Zusammenarbeit zwischen verschiedenen organisatorischen
Rollen sollen durch die BPaaS Plattform unterstu¨tzt werden?
Die Anforderungen an den Ad Hoc Prozess wurden aus beispielhaften unstrukturierten
Business Prozessen abgeleitet, welche wiederum teilweise aus der Literatur abgeleitet
wurden. Bei diesem Vorgang hat sich gezeigt, dass der Ad Hoc Prozess mehrere vonein-
ander unabha¨ngige Dimensionen unterstu¨tzen soll: Es soll mo¨glich sein, Activity Pat-
terns synchron sowie asynchron auszufu¨hren. Das heisst, der Knowledge Worker kann
entscheiden, ob auf das Resultat vom Activity Pattern gewartet werden soll (synchron)
oder nicht (asynchron). Eine zweite Dimension stellt das rekursive Starten von einem
Ad Hoc Prozess aus einem Activity Pattern dar. Es soll entschieden werden ko¨nnen, ob
aus einem Activity Pattern ein neuer Ad Hoc Prozess gestartet werden ko¨nnen soll. So
kann ein Knowledge Worker z.B. fu¨r die Ausfu¨hrung eines Tasks die Arbeit auch wieder
in Form von Activity Patterns organisieren. Eine dritte Dimension stellt die Paralle-
lita¨t dar. Der Knowledge Worker kann eines oder mehrere Activity Patterns parallel in
Auftrag geben.
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UF 2: Wie ko¨nnen die Activity Patterns auf der BPaaS Plattform angeboten werden?
Bei den umgesetzten Activity Patterns handelt es sich um BPMN User Tasks, sprich
der Task wird durch einen Benutzer auf der BPaaS Plattform ausgefu¨hrt. Dabei wird
dem Benutzer ein User Interface angeboten. Pro umgesetztem Activity Pattern wurde
ein User Interface Mockup erstellt (vergleiche Kapitel 5). Diese User Interface Mockups
zeigen wie die Activity Patterns auf der BPaaS Plattform angeboten werden ko¨nnten. Die
im Rahmen vom entwickelten Prototyp erstellten User Interfaces sind an diese Mockups
angelehnt.
Allen Activity Patterns ist gemeinsam, dass der Knowledge Worker beim Erfassen vom
Activity Pattern eine textuelle Beschreibung eingeben muss, um die auszufu¨hrende
Ta¨tigkeit zu beschreiben.
UF 3: Was muss pro Activity Pattern konfigurierbar und parametrierbar sein, damit
die Activity Patterns Mandanten-spezifisch genutzt werden ko¨nnen?
Diese Unterforschungsfrage zielte vor allem auf die Activity Patterns ab, welche als Ser-
vice Task ausgefu¨hrt wu¨rden (Importieren und Exportieren von Prozess Daten sowie Ab-
setzen und Empfangen von einem Event). Wie bereits im Abschnitt 9.1.2 erwa¨hnt, wur-
den diese Activity Patterns nicht umgesetzt. Entsprechend kann diese Unterforschungs-
frage nicht beantwortet werden.
UF 4: Welche Regeln bezu¨glich Activity Pattern Reihenfolge mu¨ssen auf der BPaaS
Plattform abgebildet werden?
Diese Unterforschungsfrage hat sich im Verlauf der Master Thesis als nicht relevant er-
wiesen. Die im Rahmen dieser Master Thesis umgesetzten Activity Patterns (Ausfu¨hren
von Task, Entscheidung sowie Editieren von Prozess Daten) setzen nach Meinung des
Autors keine Regeln bezu¨glich Reihenfolge voraus.
UF 5: Wie ko¨nnen beliebig anfallende Prozess Daten zur Verfu¨gung gestellt und per-
sistiert werden?
Camunda bietet Prozess Variablen an, welche es erlauben, beliebige Informationen zu
einer Prozess Instanz abzulegen, die im Laufe einer Prozessausfu¨hrung anfallen. Auch
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Java Objekte lassen sich ablegen. Camunda ku¨mmert sich dabei um die Persistenz der
Daten. Dieser Mechanismus kann nicht verwendet werden, weil die Prozess Variablen pro
Prozess Instanz gelten, ein Ad Hoc Prozess aber durch das gewa¨hlte Design aus mehre-
ren Prozess Instanzen besteht, welche die Prozess Daten untereinander teilen mu¨ssen. Es
wurden verschiedene Lo¨sungsansa¨tze erarbeitet, aus welchen ein Lo¨sungsansatz durch
den Autor ausgewa¨hlt und im Prototyp umgesetzt wurde. Die Prozess Daten werden
zur Laufzeit in einer Datenstruktur verwaltet und pro Business Case Id abgelegt. So
haben alle Prozess Instanzen Zugriff auf die jeweiligen Prozess Daten. Es wurde ein
Optimistic Locking Mechanismus umgesetzt, um Konflikte bei der Bearbeitung der Pro-
zess Daten zu erkennen. Dabei erhalten die Prozess Daten eine Version, welche beim
Bearbeiten der Prozess Daten noch dieselbe sein muss, wie die Version, als die Prozess
Daten gelesen wurden. Ansonsten liegt ein Konflikt vor und die Bearbeitung der Prozess
Daten wird nicht fortgesetzt. Nach der Bearbeitung der Prozess Daten wird die Version
inkrementiert. Die Prozess Daten werden in einem Java Objekt abgelegt, welches belie-
big erweitert werden kann, um weitere Datentypen zu unterstu¨tzen. Aktuell unterstu¨tzt
werden nur Prozess Daten, welche als Strings (Zeichenfolgen) vorliegen.
UF 6: Welche Kriterien sollen herangezogen werden, um zu entscheiden, welche
Multi-Tenancy Architektur umgesetzt wird?
Die aus Sicht des Autors relevanten Kriterien wurden in Kapitel 6 erarbeitet. Dazu
geho¨ren zeitliches Verhalten, Ressourcenverbrauch, Durchsatz, Skalierung mit Anzahl
Mandanten und Endbenutzer, Verfu¨gbarkeit, Wiederherstellbarkeit, Vertraulichkeit, In-
tegrita¨t, Authentizita¨t (Echtheit der Daten), Wartbarkeit, Dauer fu¨r das Deployment,
Softwarekomplexita¨t sowie U¨berwachungsmo¨glichkeit. Als weniger relevant eingestuft
wurden aus Sicht des Autors die Kriterien U¨bertragbarkeit vom System auf eine an-
dere BPMS Plattform und die Mo¨glichkeit haben, an verschiedene Mandanten unter-
schiedliche Funktionalita¨ten sowie Service Level Agreements anbieten zu ko¨nnen. In [22]
wurden anhand der erwa¨hnten Kriterien verschiedene Multi-Tenancy Architekturen be-
wertet, woraus durch den Autor die optimale Multi-Tenancy Architektur fu¨r die BPaaS
Plattform abgeleitet wurde.
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UF 7: Wie ko¨nnen Benutzer- und Gruppen Informationen, z.B. ab einem LDAP beim
Mandanten, in die BPaaS Plattform integriert werden?
Diese Forschungsfrage wurde aus Zeitgru¨nden nicht beru¨cksichtigt. Die Relevanz der
Erkenntnisse durch die Beantwortung dieser Forschungsfrage wurde durch den Autor
als geringer eingestuft als die anderen Forschungsfragen. Damit aber beim On-Boarding
Benutzer auf der BPaaS Plattform automatisiert erstellt werden ko¨nnen, wurde eine
CSV Dateischnittstelle implementiert, welcher Benutzerinformationen strukturiert mit-
gegeben werden ko¨nnen.
9.3 Kritische Reflektion
Die einzelnen Kapitel des Hauptteils dieser Master Thesis (Kapitel 3 - 7) enthalten
jeweils als Abschluss ein Unterkapitel Fazit, welches die erarbeiteten Resultate sowie die
Vorgehensweise hinterfragt und kritisch wu¨rdigt. Auf diese Punkte wird an dieser Stelle
nicht noch ein zweites Mal eingegangen.
Grundsa¨tzlich fehlt nach Abschluss dieser Master Thesis das Wissen daru¨ber, ob es fu¨r
Knowledge Worker vorstellbar ist, nach dem im Rahmen dieser Master Thesis postulier-
ten Ansatz (Ad Hoc Prozess zusammen mit den Activity Patterns) zu arbeiten und ob
der erwartete Nutzen sich daraus einstellt. Der im Kapitel 3 vorgestellte Relevance Cycle
wurde entsprechend nicht geschlossen, weil keine Feldtests oder Befragungen bezu¨glich
der Resultate durchgefu¨hrt wurden. Die im Rahmen dieser Master Thesis durchgefu¨hr-
ten Evaluationen zielten nicht auf den Nutzen (Utility) ab.
Weiter ergaben sich aus dem erarbeiteten Ad Hoc Prozess einige Fragestellungen, welche
als offene Punkte in Kapitel 4 dokumentiert sind. Hier wa¨ren Experteninterviews z.B.
mit A¨rzten oder eine Beobachtung im Feld [63] sicher hilfreich gewesen, den erarbeiten
Ad Hoc Prozess Ansatz zu validieren, Antworten auf die Fragen zu erhalten und den
Lo¨sungsansatz weiter zu verfeinern.
Dem Betrieb der BPaaS Plattform auf einer Cloud Plattform steht der Autor kritisch
gegenu¨ber, weil gerade das Beispiel eines Patienten in der Notfallaufnahme (vergleiche
Abschnitt 4.1) aufzeigt, was fu¨r heikle und besonders schu¨tzenswerte Daten [64] auf
der BPaaS Plattform anfallen ko¨nnen. Sollten tatsa¨chlich solche Daten Eingang auf die
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BPaaS Plattform finden, mu¨sste ein Datensicherheitskonzept unter Beru¨cksichtigung
der gesetzlichen Grundlagen ausgearbeitet werden und dieses in der BPaaS Plattform
umgesetzt werden.
9.4 Ausblick und zuku¨nftige Forschung
Durch diese Master Thesis wurden drei Activity Patterns aus [10] umgesetzt. Weitere
Activity Patterns ko¨nnen durch zuku¨nftige Forschungsarbeiten in den Prototyp inte-
griert werden. Wie in Kapitel 4 erwa¨hnt, setzt das Anbieten weiterer Activity Patterns
eine Erweiterung vom BPMN Ad Hoc Prozess Modell voraus, weil aktuell nur User Tasks
und keine Service Tasks unterstu¨tzt werden.
Des Weiteren existiert im User Interface Bereich Verbesserungspotential, welches durch
weitere Forschungsarbeiten erschlossen werden kann. Der Prozess Ablauf zeigt auf, wel-
che Activity Patterns erfasst wurden und in welchem Status sich diese befinden. Diese
Information ist zwingend notwendig, kann aber durch die Dimensionen der Synchro-
nita¨t / Asynchronita¨t, Rekursion sowie Parallelita¨t sehr komplex und schwierig erfassbar
werden. Auch kann der Prozess Ablauf sehr lang werden und somit kann die Aussage-
kraft und U¨bersichtlichkeit der im Rahmen dieser Master Thesis umgesetzten Lo¨sung
bema¨ngelt werden. Hier fragt sich, wie diese Informationen intuitiv und eventuell ver-
dichtet dargestellt werden ko¨nnen. Dabei muss daran gedacht werden, dass mit der
BPaaS Plattform sehr wahrscheinlich auch mit mobilen Gera¨ten interagiert wird. Ka-
pitel 4.2 zeigt in einer Netzwerkstruktur auf, wie ein Ad Hoc Prozess sich zur Laufzeit
entwickeln kann. Eventuell liesse sich anhand dieser Information eine u¨bersichtliche Dar-
stellung vom Prozess Ablauf ableiten.
Interessant wa¨re zu wissen, ob sich Knowledge Worker vorstellen ko¨nnten, durch eine
BPaaS Plattform mit den vorgeschlagenen Abla¨ufen unterstu¨tzt zu werden und ob sich
dabei der erwartete Nutzen einstellt. Mit diesen Erkenntnissen lassen sich das ausgear-
beitete Konzept sowie der Prototyp weiter verfeinern. Der Autor ist u¨berzeugt, dass mit
den aus dieser Master Thesis hervorgegangenen Resultaten weitere Forschungsarbeiten
in diesem Bereich unterstu¨tzt werden.
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Als produktive Umgebung wird ein Windows Server 2012 R2 verwendet, welche als
virtuelle Instanz u¨ber Amazon Web Services (AWS) bezogen wird. Dazu wird fu¨r die
Dauer der Master Thesis eine Instanz vom Typ t2.micro verwendet (Free Tier) [65]. Der
Server besitzt 1 GB RAM (Random-Access Memory), eine 2.4 GHz Intel Xeon CPU
und 30 GB Festplattenspeicher. Diese Konfiguration ist nicht dazu gedacht, die BPaaS
Plattform produktiv zu betreiben, sondern dient zur Entwicklung und Test vom BPaaS
Plattform Prototyp. Mit nur 1 GB RAM verschlechtert sich die Performance spu¨rbar,
wenn einige Process Engines (Mandanten) parallel betrieben werden.
Die Windows Server 2012 R2 Instanz ist unter folgenden Angaben erreichbar, sofern die
Instanz am Laufen ist (vergleiche Tabelle A.1).
Public DNS Name ec2-35-157-223-169.eu-central-1.compute.amazonaws.com
Benutzername Administrator
Passwort 7Lzvm-QKZh?
Tabelle A.1: Angaben zur AWS Instanz
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A.1 Installation und Konfiguration
Fu¨r die Installation und Konfiguration der produktiven Umgebung wurden auf der Server
Instanz folgende Schritte durchlaufen. Als Anleitung dazu diente [52].
1. Download von Java JRE 1.8 [66].
2. Installation von Java JRE 1.8 nach C:\Java\jre1.8.
3. Hinzufu¨gen von C:\Java\jre1.8 zur PATH Umgebungsvariable.
4. Setzen von JAVA HOME Umgebungsvariable auf den Wert C:\Java\jre1.8.
5. Download von MySQL Server Version 5.7.17 [67].
6. Installation von MySQL Server Version 5.7.17 und MySQL Workbench Version
6.3.8 u¨ber den Installer (siehe Abschnitt A.2).
7. Download von Camunda Distribution Version 7.6.0, welche einen Tomcat Server
entha¨lt [68].
8. Entpacken von Camunda Distribution nach C:\bpaas\camunda-bpm-tomcat-7.
6.0.
9. Download von MySQL JDBC Treiber Version 6.0.5
(mysql-connector-java-6.0.5.jar) [69].
10. Kopieren vom MySQL JDBC Treiber nach
C:\bpaas\camunda-bpm-tomcat-7.6.0\server\apache-tomcat-8.0.24\lib.
11. U¨bertragen vom BPaaS Ad Hoc Prozess (adhocprocess.war), BPaaS On-Boarding
(registration.war) und Cockpit Plugin (cockpitplugin.jar) auf die AWS In-
stanz (z.B. per FTP).
12. Kopieren vom BPaaS Ad Hoc Prozess (adhocprocess.war) nach
C:\bpaas\camunda-bpm-tomcat-7.6.0\server\apache-tomcat-8.0.24\webapps.
13. Kopieren von der BPaaS On-Boarding (registration.war) nach
C:\bpaas\camunda-bpm-tomcat-7.6.0\server\apache-tomcat-8.0.24\webapps.
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14. Kopieren vom BPaaS Cockpit Plugin (cockpitplugin.jar) nach
C:\bpaas\camunda-bpm-tomcat-7.6.0\server\apache-tomcat-8.0.24\webapps\
camunda\WEB-INF\lib.
15. A¨ndern vom Datumsformat, welches vom REST API genutzt und zuru¨ckgegeben
wird (siehe Abschnitt A.5).
16. Einrichten von Admin Datenbank und Anpassen der On-Boarding Konfiguration
(siehe Abschnitt A.3)
Nachdem diese Schritte durchgefu¨hrt wurden, kann nun Camunda aufgestartet wer-
den. Dazu findet sich im Ordner C:\bpaas\camunda-bpm-tomcat-7.6.0 eine Datei
start-camunda.bat. Nun ist die On-Boarding Web-Applikation lokal unter http://
localhost:8080/registration erreichbar. Von dort aus kann auf der BPaaS Platt-
form ein Mandant ero¨ffnet werden.
A.2 MySQL Server Installation
Nachfolgend die Detailangaben zur Installation und Konfiguration des MySQL Servers
(vergleiche Tabelle A.2). Gegebenenfalls mu¨ssen bei der Installation vom MySQL Ser-
ver noch gewisse Vorbedingungen installiert werden (z.B. C++ 2013 Runtime). Diese
Vorbedingungen ko¨nnen in der Regel direkt u¨ber den MySQL Server Installer installiert
werden. Der admin Benutzer wird zum einen aus der On-Boarding Web-Applikation ge-
nutzt, um auf die MySQL Datenbank zu verbinden. Zum anderen wird dieser Benutzer
auch benutzt, um aus den Camunda Process Engine Instanzen der verschiedenen Man-
danten auf die jeweiligen Mandanten Datenbanken zu verbinden. Sollte dieser Benutzer
oder das Passwort a¨ndern, so muss in folgender Klasse dieses A¨nderung nachgetragen
werden:
ch.boller.bpaas.registration.service.TenantService.
Config Type Server Machine
MySQL Root Passwort !mMawdHuibG17.
Benutzername admin (DB Admin Role)
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Passwort !aDmBpaaS17.
Als Windows Service installieren? Ja
Service Name MySQL57
Tabelle A.2: Angaben zum MySQL Server
A.3 Einrichten von Admin Datenbank
Um die bpaas_admin Datenbank einzurichten, kann das SQL Script bpaas admin.sql
ausgefu¨hrt werden. Dieses Script ist im Projekt registration im Ordner sql im git Repo-
sitory eingecheckt. Das Script erstellt die Datenbank und darin zwei Tabellen:
1. settings: In dieser Tabelle werden die Einstellungen der BPaaS On-Boarding
Web-Applikation abgelegt.
2. tenant: In dieser Tabelle werden Metadaten zu jedem registrierten Mandanten
abgelegt.
Die Werte in der Tabelle settings mu¨ssen nach dem Ausfu¨hren vom SQL Script auf die
Umgebung angepasst werden. Die Tabelle entha¨lt lediglich beispielhafte Default Werte.
Ein besonderes Augenmerk muss auf die Einstellung
REGISTRATION_CONFIRMATION_EMAIL_PROCESS_ENGINE_URL geworfen werden. Hier wird
u¨ber die Zeichenfolge %1$s zur Laufzeit der Name der Process Engine des Mandanten
in die URL eingesetzt. Fehlt diese Zeichenfolge in der URL, so verweist die URL nicht
auf die entsprechende Process Engine.
A.4 Einrichten von Zugriff auf Tomcat
Damit der Tomcat Webapplication Server auf dem Windows Server 2012 R2 von aussen
zugreifbar wird, mu¨ssen zwei Inbound Rules konfiguriert werden. Zum einen auf dem
Windows 2012 R2 Server direkt in der Windows Firewall und zum anderen in den
Security Group Einstellungen der AWS Instanz:
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1. Neue Inbound Rule einrichten fu¨r Port 8080 in der Windows Firewall vom Windows
2012 R2 Server.
2. Neue Inbound Rule einrichten fu¨r Port 8080 in der Security Group, welche die
AWS Instanz nutzt [70].
Zudem muss eine Elastic IP Adresse [71] eingerichtet werden, damit der Public DNS
(Domain Name System) Name auch nach einem Restart der AWS Instanz immer derselbe
bleibt und somit die BPaaS Plattform immer unter dem selben DNS Name erreichbar
bleibt.
A.5 Konfiguration von REST API
Damit das REST API Datumswerte im gewohnten Format zuru¨ckgibt, muss die Datei
web.xml um folgende Abschnitte erga¨nzt werden [72]. Die Abschnitte mu¨ssen inner-








<param -name >org.camunda.bpm.engine.rest.jackson.dateFormat </param -name >
<param -value >dd.MM.yyyy HH:mm:ss </param -value >
</context -param >
A.6 E-Mail Benachrichtigung beim On-Boarding
Fu¨r die Korrespondenz von der BPaaS Plattform zum Unternehmen, welches einen
BPaaS Plattform Zugang beantragt, wird folgende E-Mail Adresse verwendet (verglei-
che Tabelle A.3). A¨nderungen dieser Angaben mu¨ssen in folgender Klasse vorgenommen
werden: ch.boller.bpaas.registration.service.EmailSender.
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Tabelle A.3: Angaben zum SMTP Server
Anhang B
Entwicklungsumgebung
Grundsa¨tzlich ko¨nnen fu¨r das Aufsetzen einer Entwicklungsumgebung die gleichen Schrit-
te durchlaufen werden wie bei der produktiven Umgebung (siehe Anhang A). Die Ama-
zon AWS spezifischen Schritte ko¨nnen ausgelassen werden. Eine Entwicklungsumgebung
wurde lokal auf einem Laptop (12 GB RAM, 2.1 GHz CPU) installiert.
B.1 Integrated Development Environment
Als Integrated Development Environment (IDE) wurde eclipse JEE Neon (Neon.1a)
verwendet [73]. Des Weiteren wurden die Plugins m2e als Maven Integration und EGit
zur Verwaltung der git Repositories eingesetzt.
B.2 Source Code
Als Source Code Repository wurde git eingesetzt. Dabei wurde ein privates (nicht o¨ffent-
liches) git Repository erstellt. Das git Repository ist unter folgender URL erreichbar:
https://gitlab.com/miguelgalaxy/bpaas-platform
Innerhalb des oben erwa¨hnten git Repositories existieren drei eclipse Maven Projekte.
adhocpress entha¨lt die Logik des Ad Hoc Prozesses, welches zu einer WAR Datei kompi-
liert wird, welche wiederum auf Tomcat deployed werden kann. Das Projekt registration
entha¨lt die On-Boarding Logik und stellt ein Servlet / JSP Web-Applikation bereit.
87
Anhang B. Entwicklungsumgebung 88
Auch hier wird das Projekt zu einer WAR Datei kompiliert. Das Projekt cockpitplugin
registriert ein Plugin in das Camunda Cockpit. So ko¨nnen im Cockpit die Details u¨ber
die Ad Hoc Prozesse in Ausfu¨hrung sowie beendeten Ad Hoc Prozesse eingesehen wer-
den. Das Projekt wird zu einer JAR Datei kompiliert. Als Build Tool kommt Maven [74]
zum Einsatz.
B.2.1 Unit Tests
Der Code wurde mittels Unit Tests getestet. Die Unit Tests ko¨nnen aus eclipse heraus
ausgefu¨hrt werden. Zudem ist durch die Verwendung von Maven sichergestellt, dass bei
einem Deployment auf den Application Server die Unit Tests ausgefu¨hrt werden. Nur
wenn die Unit Tests erfolgreich durchlaufen findet auch ein Deployment statt.
B.2.2 Remote Debugging
Bei der Entwicklung wurde eine vorpaketierte Distribution von Camunda (Version 7.6.0)
mit integriertem Tomcat Application Server (Version 8.0.24) verwendet. Damit aus der
eclipse Entwicklungsumgebung heraus der entwickelte Code debugged werden kann,
muss auf Seite von Tomcat der JPDA (Java Platform Debugger Architecture) Debug-
ger Server in der Tomcat JVM aktiviert werden. Die Batch Scripts in der Camunda
Distribution enthalten bereits die entsprechenden Anweisungen. Damit der JPDA De-
bugger Server beim Aufstarten von Camunda mitgestartet wird, erga¨nzt man den Aufruf
von catalina.bat in der Datei startup.bat um das Command Line Argument jpda
(vergleiche Abbildung B.1).
B.3 Dokumentation
Auch dieses Master Thesis Dokument ist in einem privaten git Repository eingecheckt.
Das git Repository ist unter folgender URL erreichbar:
https://gitlab.com/miguelgalaxy/master-thesis
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Abbildung B.1: Remote Debugging aktivieren
