Abstract-In this paper, we investigate agile team perceptions of factors impacting their productivity. Within this overall goal, we also investigate which productivity concept was adopted by the agile teams studied. We here conducted two case studies in the industry and analyzed data from two projects that we followed for six months. From the perspective of agile team members, the three most perceived factors impacting on their productivity were appropriate team composition and allocation, external dependencies, and staff turnover. Teams also mentioned pair programming and collocation as agile practices that impact productivity. As a secondary finding, most team members did not share the same understanding of the concept of productivity. While some known factors still impact agile team productivity, new factors emerged from the interviews as potential productivity factors impacting agile teams.
I. INTRODUCTION
Low costs and time-to-market are the major drivers of software productivity improvements [1] , [2] . Several studies have been carried out to address these issues by proposing and analyzing processes, methods, tools, and best practices [1] , [3] - [6] . Despite efforts to increase software productivity, delivering on time and at budget are notoriously poor; and productivity has not shown much improvement over time [7] .
Although productivity has been studied intensely [2] , it remains a controversial issue. First, there are several concepts involved in its definition, such as effectiveness, efficiency, and performance, generating misunderstandings, and term overload. Second, the software productivity measurement is traditionally defined as the ratio of output (e.g., lines of code, function points, or implemented features) divided by input (e.g., time effort). In addition, software development is mental work involving knowledge creation or, at least, knowledge use as a dominant part of the work [8] . This concept may change the way we observe and interpret software productivity, since knowledge is complex and hard to evaluate.
Software productivity is also influenced by many factors, such as project characteristics, product complexity, or personnel skills [2] , [9] , [10] . Project managers are now more aware of the importance of factors that influence team productivity in projects [11] . To manage productivity effectively, it is important to identify the most relevant difficulties and develop strategies. Literature reviews [2] , [9] , [10] describe factors having significant impact on software productivity aiming to support companies with factor identification and selection.
Agile methods, such as Extreme Programming [12] and Scrum [13] , have evolved as approaches that simplify the software development process. They aim to shorten the development time as well as deal with the inevitable changes resulting from market dynamics [14] , [15] . Therefore, agile methods have been increasingly adopted and rapidly joined the mainstream of development approaches [16] .
In a systematic review of empirical studies of agile software development [17] , Dybå and Dingsoyr investigate what is currently known about the benefits and limitations of, and the strength of evidence supporting agile methods. They also identified four studies comparing the productivity of agile teams with the productivity of teams using traditional development methods; three of the four studies found that using XP results in increased productivity. Other studies have evaluated agile practices and productivity [18] - [21] , but as companies are increasingly adopting agile methods, it is important to understand whether the factors as influencing productivity remain the same.
In parallel with our research, Hannay and Benestad [22] performed a study in productivity threats in a large agile development project, in which they uncovered ten productivity threats, as perceived by the project members. In particular, Petersen [23] recommends that new productivity factors have to be considered with the change in developing software, and old factors need to be re-evaluated when there is a new context. Our study aims to provide a better understanding of factors influencing the productivity of agile teams, as well as the concept of productivity they use. This research focus on the following research questions and sub-questions: For this purpose, we conducted two case studies in the industry [24] to gain knowledge on the factors most perceived as impacting productivity according to the agile team members. Given the exploratory nature of our research, we decided to interview teams directly and ask their opinions, instead of using pre-existing productivity models (e.g. COCOMO [4] ). The rest of this paper is organized as follows. Section II gives an overview of software productivity factors found in the literature. Section III explains the concept of knowledge worker productivity. Section IV describes our research method and design. Section V presents the results and Section VI discusses the main findings and implications for research and practice. Section VII describes some limitations of this work. The last section concludes the paper and describes future work.
II. PRODUCTIVITY FACTORS
We identified three literature reviews [2] , [9] , [10] on productivity factors in software engineering. Table I presents the main factors identified from these reviews based on the most relevant sources and included only factors that had some empirical work studying the effect of the factor on productivity. We did not include studies that do not provide novel findings on productivity factors, such as work that use COCOMO factors without any new insight, or essays discussing productivity factors without any empirical evidence. Moreover, as we are considering team productivity, we will not discuss factors influencing individual or organizational productivity.
The factors in Table I include: product, personnel, project, and process factors. Product is related to a specific characterization of software, such as domain, requirements, architecture, code, documentation, interface, size, etc. Personnel factors involve team member capabilities, experience, and motivation. Project factors encompass management aspects, resource constraints, schedule, team communication, staff turnover, etc. Process factors include software methods, tools, customer participation, software lifecycle, and reuse. We highlighted factors that also appeared in our results.
III. KNOWLEDGE WORKER PRODUCTIVITY
A Knowledge Worker (KW) has been described as a high-level employee who applies theoretical and analytical knowledge, acquired via formal education and experience, to develop new products or services [25] . Drucker states that knowledge-worker productivity is strongly related to the degree of autonomy, responsibility, and continuous lifelong learning a person experiences. He emphasizes that productivity is not only a matter of quantity of output, quality is at least as important [26] .
Ramírez and Nembhard [8] summarized the most important dimensions that define the knowledge worker productivity. Table II describes the dimensions we consider more closely related to software development. 
Motivation
Motivation to work on the project and in the company.
Project Management
Includes aspects of quality of management, conflict management, task assignment, and administrative and formal coordination.
PROJECT Resource constraints
Constraints such as timing, reliability, storage, team size, and project duration.
Schedule
Concerns schedule compression and expansion.
Team composition
Includes team size, team collocation, and staff turnover.
Communication
Includes informal and face-to-face communication.
PROCESS

Customer participation
Refers to real customer involvement in project.
Daily builds Frequent integration of system components.
Documentation
Use of artifacts to register project and product knowledge.
Early prototyping
Early Prototyping stage involves prototyping efforts to resolve potential high-risk issues.
Incremental and iterative development
Incremental approaches encompass various ways of producing a sequence of parts of a system, while iterative approaches involve a diversity of ways of producing parts of a system, trying them out, and feedback on user experience of production of new or revised parts. Modern programming practices Use of top-down requirements analysis and design structured design notation, structured code, etc. Programming language abstraction Level of abstraction of the language (e.g., Java is a high level language)
Software methods
Methodologies and practices Tools usage Use of CASE tools, IDEs, etc.
The Agile Manifesto relies on certain principles, in which the highest priority is to satisfy the customer through early and continuous delivery of valuable software [20] . The deliveries should be short-term and the delivered working software measures the project progress. Productivity in agile teams is therefore more related to the ability to manage deliveries and meeting deadlines, while maintaining quality and satisfying the customer. The main KW productivity dimensions related to the agile principles are timeliness, Accounts for profitability, costs, etc.
Timeliness
Accounts for meeting datelines, overtime needed to complete the work, and other time related issues.
Autonomy
Accounts for independence and how many things a worker can do simultaneously.
Efficiency
Accounts for doing things right. Refers to any task, even if it is not important to the job. The task is completed meeting all the standards of time, quality, etc.
Quality
Accounts for how good the work is.
Effectiveness
Accounts for doing the right things. Refers just to the tasks that are important to the job, even if they are completed without meeting standards of time, quality, etc.
Project success
Accounts for overall result of work, considering decision-making, team interaction, communication, predictability, crisis management, documentation, transferability of work, etc.
Customer satisfaction
Accounts for the fact that the product needs to add value to the customer's business.
quality, and customer satisfaction.
IV. RESEARCH METHOD
We aim to investigate which productivity concept the teams use in their projects. We also want to identify which factors impact on agile team productivity and, specifically, how they impact on it. Finally, we want to explore whether agile practices impact productivity from the teams' viewpoint. To answer our research questions we performed two case studies in the industry [24] , [27] . We chose to follow the teams for 6 months because the influence of some productivity factors may change across time, depending on the project context. For instance, the problem of staff turnover may be noticeable just after a member dismissal. Therefore, if we did not ask the interviewee frequently about specific factors that may have affected productivity, they may have forgotten the effect of the dismissals.
The criteria for case selection were: companies using agile (XP [12] and/or Scrum [13] ) for at least 2 years; companies in different business segments, geographical location, size, structure, and culture; agile projects with, at least, four colocated developers; in progress for at least 6 months; and in different business areas. The unit of analysis is a set of two development projects, one company each.
Moreover, we drew up a non-disclosure agreement for companies to sign. This step was important to establish a formal link between researchers and companies, and ensure data confidentiality. The data collection was carried out in two Brazilian companies from Sept. 2010 to Feb. 2011.
A. Research context
Company 1 is a large financial corporation with more than 500 IT employees who had previously used plan-driven development processes. The company managers decided to adopt agile to increase team productivity. They have been using agile for two years. Project 1 is a re-development of an existing system for the financial market involving several institutions. The project started in March 2010, and is estimated to last for around two years. The team adopted several XP [12] and Scrum [13] practices and used 1-week iterations.
Company 2 has been delivering e-commerce and infrastructure services for over ten years, and has used only agile methods to develop software. It employs approximately 80 developers. Project 2 is a new development of an ecommerce system in a market with other competitors. The project also started in March 2010 but does not have a specific deadline, since they are developing software as a service, with continuous improvement and new functionalities. The project adopts several XP, Scrum, and Lean principles and practices. Table IV describes the project profiles, considering guidelines provided by Kitchenham et al. [28] . Table III shows the level of adoption of agile practices by each project. If the team uses one practice fully, we assigned the term full. If they use just a few recommendations of the practice, we assigned the term partial. When they did not use it, we assigned the phrase Do not use.
B. Data collection and analysis
The main data collection methods were semi-structured interviews and informal face-to-face discussions with the team members. The data was collected throughout a period of 6 months, gathering opinions of different stages of the project.
The interviews were semi-structured (see the interview guide in Appendix A) to understand the factors impacting project productivity in the team's perception and how they impacted. One researcher conducted the interviews. Each interview lasted approximately one hour, and the interviewees were informed about the audio recording and its importance to the study. We interviewed 13 team members (see Table  IV for more details), including developers, project managers and product owners, considering also different experience profiles.
We used thematic analysis to analyze the data, a technique for identifying, analyzing, and reporting standards (or themes) found in qualitative data [29] . According to Boyatzis [29] , themes that are relevant to describe a phenomenon.
To support the data analysis, we used a tool called NVivo (version 9) that allows the information classification into searchable codes.
After the interviews were transcribed, two researchers performed the data coding, naming all the possible factors for productivity mentioned by the interviewees. Each code was discussed before including in NVivo.
To answer research question RQ1, we used the taxonomy of knowledge worker productivity proposed by Ramrez and Nembhard [8] . For RQ2 and RQ3, we chose a data-driven approach (Boyatzis [29] pp. 29-30), because we wanted the themes to emerge from the data. This was important to explore data without the influence of factors well known in the literature.
We then classified the patterns according to themes and, finally, all researchers interpreted and discussed the patterns. The data from the interviews were analyzed for each company and enabled the within-case analysis. Then, we aggregated the results to compare both companies in a crosscase analysis.
V. RESULTS
We describe below results from the interviews, focusing on answering the research questions posed in the introduction.
A. RQ1. How do agile teams define productivity?
Based on the concepts of knowledge worker productivity (Section III), we coded the answers in which the interviewees were talking about being more or less productive. We also coded any mention about their criteria to evaluate the productivity variation.
In most of the interviews, the team member's definition for productivity was unclear for the researchers. Three interviewees mentioned that timeliness is a criterion for measuring or perceiving productivity. Three interviewees also mentioned quantity, and two mentioned quality as a way to determine productivity. It was surprising that only one interviewee mentioned customer satisfaction as a criterion, especially since if a team delivered high quality software on time, without satisfying the customer, they would not achieve the overall iteration/release goals.
B. RQ2: What do agile team members identify as the main factors impacting on productivity?
During the data analysis, we identified a total of 89 codes concerning factors impacting on productivity of the agile teams studied. The codes were organized into patterns originating from the main themes. We also ranked the themes by the number of sources, i.e., interviewees, who mentioned them. Only the most cited themes (mentioned by, at least, 30% of all interviewees) were selected to compose the final list of factors. Table V presents the most mentioned factors, a brief description, the percentage of citations in each project, the impact of the factor on their productivity (positive/negative), and the observed effects of the factor.
1) Team composition and allocation:
Team composition is the configuration of member attributes in a team [30] . According to Bell [31] , the team composition could be related to team performance because it affects the amount of knowledge and skills that team members need to apply to the team task.
As shown in Table V , appropriate team composition and allocation is considered a factor impacting on team productivity. The interviewees pointed out that small and mixed teams, with the required expertise, and being full-time allocated to the project are the most desirable attributes of team composition.
Team composition with different profiles and levels of knowledge was considered positive to team productivity, especially in Project 1. One possible explanation is that this team consists of business experts, experienced software architects, and beginners. Experienced team members contribute to the work adding knowledge, while the others A lack of necessary expertise was also mentioned as a factor impacting on productivity. Both teams lacked personnel to play specific (and necessary) roles in the project, and consequently they faced problems completing the tasks. The major concern was about the lack of highquality testing (for Project 1 and Project 2) and front-end design capabilities (for Project 2). Despite being important to have all the requisite skills on the team (the 'Whole team' agile practice), they are sometimes difficult to provide.
Very few people know certain things. Knowledge is very focused on some things... I think we are missing a test analyst to design test scenarios, because not everyone has the knowledge to construct them (Developer, Project 1)
To increase productivity, I would like to have a front-end staff on each teamThis profile is very hard to find (Project Manager, Project 2)
The interviewees mentioned that small teams lead to better communication and alignment. In addition, conflict management and coordination among team members are easier to deal with. Such responses confirms the findings from other studies [32] - [34] . That is, as team size increases, the number of necessary communication links between team members increases and, there will be more potential conflicts to manage.
In Project 2, some members left the project, and the remaining team members were allocated full-time to the project. A Developer said:
As we reduced the team, we are starting to focus more on what we want. Before, it was a bit messy and people did not perform certain tasks because they thought that other people would do it (Developer, Project 2)
At the same project, the product owner also noticed the benefits of the full-time allocation:
After the reorganization, nobody needs to move to other activities outside the project. So, they are more focused. Everyone knows everything in the project (Product Owner, Project 2)
In Project 1, the team size increased over time and some team members noted it as a negative factor impacting on team productivity. From the team members' perspective, small teams also enable a better understanding of the big picture of the product. This is because fewer people need to learn and keep up to date on the product scope. In addition, interviewees said that small teams help to increase the team's sense of responsibility and commitment.
2) External dependencies:
There are several kinds of dependencies in a project. Shared resources, prerequisite constraints, simultaneity constraints, and the relationship of tasks and subtasks are common examples of dependencies among activities in a project [35] . External dependencies are also mentioned as a factor impacting on the team productivity (Table V) .
Coordination processes are commonly used for managing dependencies among activities [35] , [36] . Companies coordinate dependencies among teams or resources using some coordination strategies. For instance, when Project 1 delivers the system to the test environment, it has to submit some artifacts, such as data models, to the quality assurance (QA) team. The QA team is an example of resource shared among all enterprise projects of the company. It implements a coordination process first come/first serve [35] to manage requests from other teams. According to the team, this kind of coordination solution is misaligned with the pace of the agile project:
The other teams are not working at the pace of the project, they are not working in the (same) way... The organization is not ready yet (Developer, Project 1)
A similar problem occurs when Project 2 publishes the system to the corporate environment:
Currently, there is one factor that we are dealing with after a lot of feedback from our retrospective, which is about the relationship among the boundaries of development, testing, and production. Whenever we cross these boundaries, a bottleneck occurs. (Project Manager, Project 2) Another external dependency problem occurs when an agile team decides to reuse components or existing systems, building a system of systems. External components and systems are often evolving and have their own lifecycle. Sometimes, agile teams need to wait for some components, which may compromise a timely delivery, the unsynchronized agile release pattern [37] . Figure 1 illustrate the lack of synchronization among teams that are working to the same project. The main team (Team A) requests components or services from external teams, such as Team B and C. While waiting for the requisitions to be completed, the main team thinks it is on track. However, when the planned system release date arrives, the team slips in integration problems. Project 1 reuses several components and has to implement interfaces to enable communication with other systems. The problem with the integration with components and systems is that:
The productivity at the end of the first phase of the project will be somewhat lower because we will have solved a lot of problems... which are the integration with other systems, Figure 1 . Unsynchronized agile release pattern (adapted from [37]) publishing to a server with other business components.
(Project Manager, Project 1) Therefore, these solutions to manage dependencies are not compatible with the needs of the team. For agile projects, it is not only important to manage dependencies, but also to resolve them in a timely manner. Thus, agile teams need to be more synchronized to achieve this final goal [37] .
The interviewees also mentioned that the external teams sometimes are not committed to the project goal, but just with the execution of the requested task. In general, they do not consider themselves part of the team and tend to emphasize their importance in the process. A Developer complements:
There are a lot of roles, such as "I am the system administrator", "I am the QA" They don't understand that we're a multidisciplinary team. Reducing the conflict between these roles can simplify our work process (Developer, Project 2)
3) Staff turnover: Staff turnover is a common team risk for any software development project [38] , [39] . Coram and Bohner [40] state that high turnover in a project can lead to loss of critical knowledge due to the lack of documentation. Even when teams use code reviews and job rotation the loss of a significant member of a team can still be catastrophic [40] . In our study, interviewees mentioned it as a factor impacting on team productivity (Table V) .
There was some level of staff turnover in both teams studied. The teams perceived lower productivity due to staff turnover. In Project 1, at one specific time of the project, many team members left the project at once. Project 2 experienced lower, but frequent turnover. Both projects promote job rotation through pair programming.
There are things that impact the project negatively... One is the staff turnover. People who started the project are no longer here. Everybody now is new. (Developer, Project 1)
There was a drop in productivity at the end of the year when two developers left the project. (Project manager, Project 2)
Surprisingly, team members also mentioned a positive influence of staff turnover: the opportunity for the team to improve and grow. New team members can bring new ideas and experiences, leading the team to a more mature level. This not only relates to the team ability to deal with turbulent environments, but also to the continuous learning ability.
We see new people's arrival on the team in a different perspective. Maybe their proposals seem to be awkward for the team and they need to mature to a point at which maybe the proposed ideas will be good." (Developer from Project 2)
C. RQ3: Which agile practices are perceived to impact on a given team's productivity?
In order to answer RQ3, we coded all answers that relate an agile practice to team productivity. We then ranked the most cited practices and selected only those mentioned at least by 30% of interviewees. Table VI summarizes the two agile practices related to team productivity, a brief description of the practices, the percentage of responses used to rank them, the impact on team productivity, and the perceived effects of the factor.
1) Pair programming:
Pair programming is the XP core practice and involves two programmers working collaboratively to develop software. Dybå et al. [19] conducted a meta-analysis on 18 studies regarding pair and solo programming. As a result, the authors provide guidelines for when to use pair programming based on the programmer expertise and the task complexity. They recommend that Intermediate and Senior developers should not work in pairs to solve easy tasks, because it could be counter-productive. Our results show that some team members also consider using pair programming to solve easy tasks a waste of time. On the other hand, pair programming is also seen to contribute to increased satisfaction, keeping team members motivated [18] , [41] . The results from our interviews were, however, different when interviewing intermediate and senior developers. Developers mentioned feeling demotivated when using pair programming all the time, because, sometimes, it is tiring or the task is simply too easy to be done in pairs. They also mentioned that, when solving complex tasks, they feel demotivated to work in pairs because they would like to have time to think about the problem alone before discussing it. 2) Collocation: The collocation of teams is an approach aiming to improve communication and collaboration among team members. Both Scrum and XP recommend collocation as an agile practice. When adopting this practice, companies also hope for productivity enhancement [42] , but there are advantages and disadvantages with the use of collocation in software development [42] - [45] . Some projects reported significant productivity gains, and improvements in communication, spirit of teamwork, learning and motivation. Lack of privacy, work interruptions, lack of individual recognition, and some disconnection from the rest of the teams were mentioned as the negative side of collocation.
I think that pair programming is productive, but I don't like to work in pairs because
Collocation was mentioned by 30% of our interviewees. This result was stronger for Project 1. Team members in this project explained that collocated work helps to overcome the invisible existing barriers between teams in a hierarchical company. They noticed improvements in requirement negotiations and risk mitigations through the socializing atmosphere provided by the collocation.
The interviewees mentioned that their productivity vary in function of the workspace layout. Both projects work radically collocated [42] but they mention that is not enough to be in the same space. The layout (such as the desks positions and proximity) may also impact on their productivity. This factor was mentioned more by interviewees in Company 1 than in Company 2. This may be because Company 2 has invested in a customized layout that benefits working in pairs, while Company 1 has kept the same traditional workspace infrastructure.
VI. DISCUSSION
Our results show that not only is productivity a diffuse concept but also, especially in the agile teams studied, it remains very much associated with quantity. In other words, for many of the interviewees, team productivity is the ratio of outputs by inputs. The story points delivered are the output and the iteration is the unit for the input, i.e., it represents the time spent to deliver the story points. Similarly, XP • (+) Helps in creating commitment, supportiveness and trust.
• (+) Increases the level of communication.
• (-) Full time pair programming o Counter-productive and demotivating in easy tasks o Controversial issue when resolving complex tasks -it depends on the individual cognitive process of problem solving. proposes project velocity as a productivity metric for team performance [12] . The drawback of this metric is that many teams use it as a way to show that the team is able to move rapidly, without considering that they may not necessarily be going in the right direction. The concepts of timeliness, quality, and customer satisfaction were not strongly associated with productivity by our interviewees, which contradicts the priorities of an agile team posed by the Agile Manifesto (see Section III).
Our results show that some traditional productivity factors (highlighted in Table I ) are still impacting software development teams, even with the adoption of the agile practices. In addition, some specific factors emerged from the interviews as consequences of the use of agile practices in software development.
The factors impacting on productivity mentioned by our agile teams suggest that adopting agile methods should include several organizational actions in order to synchronize interdependent teams. In addition, these actions must address the integration of teams at an organizational level. Naturally, the organizational actions may vary with the type and severity of the team's external dependencies. Furthermore, collocation of teams seems not to be enough to reach high productivity in agile teams, but it seems that there is a need to invest in the workspace layout.
One striking result from our interviews was the connection of pair programming with tasks and motivation. When tasks are too easy or too complex, they may influence the motivation to work in pairs. As we have not found references to this phenomenon in the literature, we believe this is a point for further investigation in the use of pair programming for agile team productivity.
The following hypothesis can be derived from our results: i) the modality of the coordination process used to manage external dependencies impact on agile team productivity, due to the need for synchronization between the teams involved; ii) the degree of complexity of the task affects motivation to work in pairs, which in turn, affects the productivity; iii) productivity varies in function of the workspace layout, even when teams are radically collocated. There is a need for further investigation of these hypotheses in new empirical studies.
In comparison with Hannay and Benestad's study [46] , there are some differences in the context and results. The context of their study consisted of 11 Scrum teams from three different subcontractors working on the same project, totaling up to 88 team members. Our two teams had 11 and 8 members in two different projects in two large companies. In terms of results, Hannay and Benestad found ten problem areas, and from these problems, only two were somehow related to our results: excessive dependencies within the system and difficulties when coordinating test and deployment with external parties. These two problems can be seen as part of the external dependency problem that was also mentioned often by our interviewees.
VII. LIMITATIONS
Although we have discussed the implication of our results for research and practice, the research reported here has limitations. First, our study was limited to members of two companies and two projects. The two projects had different characteristics, helping to overcome some issues with generalizability of our results. Within the projects, we were careful to interview members playing different roles on the team, so we could obtain different perspectives of productivity. As we pointed out in the discussion, the differences between our results and Hannay and Benestad's stress the need for further research to examine productivity factors in a wider variety of organizational and team settings.
Another limitation of our study is that we relied upon interviews to derive our results. The lack of standardization that it implies inevitably raises concerns about reliability. To reduce some of these concerns, we discussed and improved the interview protocol iteratively before data collection.
One researcher also visited the companies many times to better understand their context and observe the teams. The interviews were also conducted in different moments of the projects. For reliability of the analysis, two researchers coded all interviews individually and in a second step, they discussed each coding before including it in the software tool. One reliability issue that we did not overcome was the triangulation of the results with multiple methods of data collection.
VIII. CONCLUSION AND FUTURE WORK
This study focused on investigating factors affecting productivity of agile teams. Based on our results, it is reasonable to conclude that there are some factors perceived more as impacting on the productivity of agile teams, namely: Team composition and allocation, External dependencies, and Staff turnover. All such factors are related to project management issues.
Regarding agile practices, pair programming and team collocation were the most cited practices impacting team productivity. As a secondary result, we found that the concepts of timeliness, quality, and customer satisfaction were not strongly associated with productivity by our interviewees, which contradicts the highest priority of an agile team in accordance with the Agile Manifesto [20] .
A better understanding of the factors impacting on productivity can enable software teams to design interventions that allow software development teams to deliver software on time, with the desired quality and satisfying their customers.
The results of this study also indicate a number of directions for future research. We plan to complement the analysis performed in this paper with data from direct observation, team retrospectives, and burndown charts and by adding new companies and project data. Furthermore, we aim to design studies addressing the hypotheses that emerged during this study. 
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