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Resumen 
El objetivo de este proyecto es establecer un modelo dinámico del robot industrial TX90  de la 
casa Stäubli, situado en el laboratorio de robótica de l’Institut d’Organització i Control (IOCC) de 
l’Escola Tècnica Superior d’Enginyeria Industrial de Barcelona. Este autómata es un brazo 
robótico de 111 Kg. de peso  con seis grados de libertad, todos ellos articulaciones giratorias. 
Además del hardware, se ha utilizado diverso software para desarrollar el modelo dinámico, la 
simulación, el análisis de datos y la experimentación con el robot (apartado 2).  
En primer lugar se realiza un análisis cinemático que relaciona las variables en el espacio 
articular con las variables en el espacio cartesiano. Una vez situadas las bases vectoriales, se 
obtienen las matrices de transformación que contienen los parámetros cinemáticos para todos 
los tramos del robot, necesarios también para analizar la dinámica (apartado 3). 
El modelo dinámico relaciona las variables articulares con los pares aplicados en las 
articulaciones. Existen principalmente dos métodos para obtener las ecuaciones dinámicas: el 
método de Lagrange, basado en el “balance de energías”,  y el método de Newton-Euler, 
basada en el “balance de fuerzas”. Aunque los dos métodos llegan a las mismas ecuaciones, 
en este proyecto se han desarrollado los dos para tener una visión más amplia sobre la 
formulación de modelos dinámicos (apartado 4). 
Una vez planteadas las ecuaciones de manera simbólica, es necesario determinar los 60 
parámetros dinámicos que caracterizan este robot. En primer lugar se obtiene una 
aproximación mediante técnicas CAD con el programa Solid Works, y luego se aplican dos 
técnicas de identificación directa, evaluando las ecuaciones del movimiento con datos 
obtenidos directamente del robot (apartado 5). 
La programación offline de robots industriales  consiste en desarrollar programas escritos en un 
lenguaje informático estándar para actuar directamente sobre las señales de actuadores y 
sensores y así generar cualquier tipo de movimiento. Para este proyecto se ha implementado 
un programa en C que permite generar unas trayectorias parametrizadas como series de 
Fourier finitas, necesarios para aplicar dos técnicas de identificación.Tras todo el análisis con 
los datos obtenidos, se han identificado los parámetros, se ha establecido finalmente el modelo, 
y se ha realizado una comparativa entre los diferentes métodos y la realidad (apartado 6).   
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La dinámica es un enorme campo dedicado al estudio de las fuerzas que se requieren para 
ocasionar el movimiento. Para poder acelerar un manipulador desde una posición inerte, 
deslizarlo a una velocidad constante del efector final y finalmente desacelerarlo hasta detenerlo 
completamente, los actuadores de las articulaciones deben aplicar un conjunto complejo de 
funciones de momentos de giro. La forma exacta de las funciones requeridas de momento de 
giro de un actuador depende de los parámetros cinemáticos y dinámicos propios de cada robot. 
Un método para controlar un manipulador de manera que siga una ruta deseada implica 
calcular estas funciones utilizando las ecuaciones dinámicas del movimiento del manipulador. 
1.1. Objetivos del proyecto 
- Establecimiento del modelo dinámico del robot industrial TX90 de la casa Stäubli, 
de seis grados de libertad. 
- Obtención de los parámetros cinemáticos y dinámicos del robot. 
- Experimentación con un robot industrial. 
- Comparativa entre los modelos y la realidad. 
1.2. Alcance del proyecto 
Dentro del estudio de la dinámica de robots, se pueden formular varios modelos que tengan en 
cuenta más factores que actúen sobre la dinámica, como incluir un modelo de rozamiento 
complejo o incluir las fuerzas de reacción de los motores. El alcance de este proyecto es 
realizar un modelo dinámico sin el efecto de los motores y considerando fuerzas de rozamiento 
viscoso, que es la base de cualquier modelo dinámico más complejo. 
1.3. Motivación 
Por una parte realizar se desea realizar un modelo dinámico del robot que permita conocer la 
señal de par necesaria para generaar varias trayectorias, y por otra parte interactuar con un 
robot industrial real mediante la programación offline, escribiendo un programa informático para 
mover el robot con trayectorias creadas para este proyecto. Esto además es la base para 
abordar todo el problema de control e implementar algoritmos de control propios en lenguaje C. 









2. Equipo para el desarrollo del proyecto 
En primer lugar se va describir todo el equipo material necesario para la realización de este 
proyecto. Por una parte tenemos el hardware, que es el robot, su controlador, y un PC, y 
tenemos el software, con el que se formula el modelo dinámico, se realiza la experimentación 
con el robot y todo el análisis de datos. 
2.1. El robot TX90 
Este robot tiene seis grados de libertad, todos ellos de rotación, accionados por 
servomotores. El robot tiene el aspecto que puede verse en la figura 2.1: 
 
  
Figura 2.1: Robot TX90 de la casa Stäubli 




Se trata de un robot de tamaño mediano y está dirigido al ámbito industrial. Su estructura le 
dota de una gran versatilidad, y es posible utilizarlo para diversas aplicaciones. El robot 
puede ser montado tanto en el suelo como en el techo. 
El peso del robot sin herramienta es de 111 Kg. y puede manipular en las mejores 
condiciones una carga máxima de 14 Kg. lo que hace que su ratio carga peso sea de 0,13. 
Dispone de sensores de posición absolutos, lo cual evita tener que calibrarlo cada vez que 
se arranca, a diferencia de los robots en los que los sensores son incrementales, donde se 
ha de realizar una maniobra de puesta en cero para poder situar la posición absoluta del 
robot. 
Dispone también de frenos de parqueo, para cuando está deshabilitada la potencia de los 
motores, y de circuitos eléctricos y neumáticos que permiten realizar las conexiones 
necesarias en la base, circulando hasta la herramienta por el interior del robot. 
El robot cuenta también con el controlador CS8 que es, al igual que el robot TX90, un 
producto de la casa Stäubli, y es uno de los controladores compatibles con este robot. Es un 
controlador con etapa de potencia integrada de tamaño muy compacto, tal y como se puede 
ver en la figura 2.2: 
 
Figura 2.2: Controlador CS8 de la casa Stäubli 
` 




Los principales módulos que lo componen son el módulo calculador, el módulo de potencia y 
el módulo de comunicación. 
El módulo calculador tiene una arquitectura similar a un PC de sobremesa, con procesador 
Pentium Celeron, y dispone de una memoria flash para almacenar su sistema operativo y 
sus programas. El sistema operativo utilizado es el VxWorks, un sistema multitarea de 
tiempo real que, como se verá en la sección 2.2, nos permite diseñar algoritmos en C/C++ 
para realizar directamente el control de las señales de par aplicadas a los motores y recoger 
información de las variables de control. 
La etapa de potencia integrada en el armario controla los seis servomotores del robot y 
dispone de todos los sistemas de seguridad necesarios, incluyendo la integración con el 
sistema de parada de emergencia de la celda. Este módulo incorpora el conector mediante 
el cual se realiza la conexión con el robot. 
En el módulo de comunicación hay disponibles diversas entradas y salidas. En él se realiza 
la conexión con la célula de seguridad y con los distintos botones de parada de emergencia 
que haya conectados al sistema. También integra una tarjeta de red ethernet mediante la 
cual el robot puede acceder a cualquier red, sea esta local o directamente Internet. En este 
módulo también se pueden encontrar un puerto serie de 9 patas y dos puertos USB. 
Finalmente, también están integrados en este módulo los conectores para las señales de 
entrada y salida digitales. 
Por último, este controlador dispone también de un puerto para conectar el mando MCP. 
Este mando está diseñado para operar el robot en la propia planta. Dispone de controles 
para habilitar y deshabilitar la potencia, un botón de parada de emergencia y una pantalla 
junto con un teclado que permiten realizar varias acciones. Mediante la pantalla y el teclado 
el usuario puede ejecutar aplicaciones, modificar diversos parámetros del robot, recibir 
información sobre el robot e incluso mover de forma manual cada una de sus articulaciones. 
Para poder realizar esta última acción, el mando tiene integrado un pulsador de seguridad el 
cual debe presionarse con firmeza para que el robot permita la habilitación de la potencia. 
 
  





Para realizar el modelo dinámico de un robot de seis grados de libertad, el volumen de datos 
con el que se trabaja es muy elevado, ya que como se verá más adelante, los términos de 
las matrices del sistema pueden comprender cientos de términos. Por este motivo ha sido 
necesario trabajar con un software específico para cada fase del proyecto: para trabajar con 
ecuaciones simbólicas para obtener el modelo dinámico se ha usado Maple, para el cálculo 
de los parámetros cinemáticos y dinámicos SolidWorks y Matlab. Una vez obtenido el 
modelo se ha exportado a Matlab para realizar varias simulaciones, y para la 
experimentación se ha diseñado un programa en C/C++ para poderse comunicar con el 
sistema operativo propio del robot, VxWorks.  
2.2.1. Maple  
Maple es un software para realizar cálculos simbólicos, algebraicos y de álgebra 
computacional. Permite escribir programas para evaluar todo tipo de expresiones matemáticas, 
y ofrece muchas funciones para manipular expresiones simbólicas, como aplicar igualdades 
trigonométricas o sustituir expresiones algebraicas.  
2.2.2. Matlab 
Matlab (“MATrix LABoratory") es un software matemático para todo tipo de operaciones que 
ofrece un entorno de desarrollo integrado (IDE) con un lenguaje de programación propio 
(lenguaje M). Además contiene un módulo especial para simulación y control de sistemas 
dinámicos. Por este motivo  una vez obtenido el modelo en Maple se ha exportado a Matlab 
para poder trabajar directamente con él.  
2.2.3. SolidWorks 
SolidWorks es un programa de diseño asistido por computadora que permite modelar piezas y 
conjuntos y extraer de ellas todo tipo de información necesaria para la producción. Es un 
programa que funciona con base a las técnicas de modelado con sistemas CAD. Con ayuda de 
este programa, es posible representar la geometría detallada del robot TX-90, asignarle 
materiales a cada tramo y de esta forma calcular las propiedades físicas de cada tramo, es 
decir, los parámetros dinámicos característicos del robot esenciales para establecer el modelo 
dinámico. 





VxWorks es un sistema operativo de tiempo real, basado en Unix, vendido y fabricado por 
Wind River Systems. Como la mayoría de los sistemas operativos en tiempo real, VxWorks 
incluye kernel multitarea con planificador preemptive (los procesos pueden tomar la CPU 
arbitrariamente), respuesta rápida a las interrupciones, comunicación entre procesos, 
sincronización y sistema de archivos. 
Las características distintivas de VxWorks son: 
- la compatibilidad POSIX 
- el tratamiento de memoria 
- las características de multi-procesador 
- una shell de interfaz de usuario 
- monitor de rendimiento y depuración de código fuente y simbólico. 
VxWorks se usa en sistemas embebidos. Al contrario que en sistemas nativos como Unix, el 
desarrollo de vxWorks se realiza en un "host" que ejecuta Unix o Windows. 
Existen dos formas diferentes de programar el robot TX90 de Stäubli en VxWorks. La 
primera de ellas es el lenguaje VAL3, un lenguaje informático de alto nivel que es utilizado 
en las aplicaciones industriales debido a su facilidad de uso. Con esta forma no es posible 
controlar directamente las señales de actuadores y sensores ya que el control se hace 
invisible al usuario. Por este motivo no es de interés para este proyecto y no se utiliza. La 
segunda forma que permite es escribir un programa en lenguaje C/C++ con las librerías LLI 
(Low Level Interface) y utilizar un compilador cruzado para traducirlo a VxWorks. Mediante 
estas librerías sí es posible controlar directamente las señales de los motores y sensores en 
un lenguaje de bajo nivel, C. Todo ello se explica con más detalle en el apartado de 
experimentación (apartado 6). 
  









3. Cinemática del robot TX90 
3.1. Introducción 
El estudio de la cinemática relaciona el espacio de las trayectorias articulares (q1, q2, q3, q4, 
q5, q6) con el espacio cartesiano del extremo del robot (x, y, z), y también es la base de todo 
el estudio dinámico que veremos en el siguiente capítulo. Por este motivo es muy importante 
definir y orientar las bases escogidas para cada tramo y conseguir las matrices de 
transformación entre las diferentes bases. 
Lo primero para empezar el estudio cinemático es situar los ejes de giro de cada articulación 
y trazar la recta perpendicular a ambos, ya que es en estos puntos donde se sitúan los 
orígenes. La figura 3.1 nos muestra esquemáticamente la posición de los seis ejes de giro 
del robot: 
 
Figura 3.1: Posición de los ejes de rotación del TX90 (tres vistas) 
 
El siguiente paso es ubicar  las bases vectoriales en cada tramo. Existen varias 
convenciones, y el objetivo es seleccionarlas de manera que queden definidas por el menor 
número de parámetros posibles. No obstante, se puede usar cualquier convención siempre 
que las matrices de transformación sean coherentes con la selección de las bases. La 




notación más generalizada es la de Denavitt-Hartenberg, en la que se sitúa el eje  Zˆ de 
cada tramo es coincidente con el eje de la articulación y los orígenes de las bases se sitúan 
en el punto de intersección entre dos ejes, si se cortan, o en los puntos de intersección entre 
los ejes y la recta perpendicular que los une,  si se cruzan.  
Una vez situados los orígenes y el eje de giro Zˆ , el criterio para la selección de los ejes Xˆ e 
Yˆ varía según el autor, como por ejemplo en [1] y en [2]. Por este motivo en este proyecto se 
han asignado de manera coherente con las matrices de transformación de manera que 
siempre que sea posible el eje ˆ iX del tramo coincida con el eje 0Xˆ en la referencia absoluta. 
De esta forma se consigue que el vector de traslación de una base a la siguiente tenga el 
menor número de parámetros posible y que las matrices de transformación sean también lo 
más simples posible.  
La correcta selección de las bases y sus correspondientes matrices de rotación son la base 
de todo el estudio tanto cinemático como dinámico. Por este motivo se ha utilizado 
SolidWorks para la representación geométrica y la obtención de parámetros cinemáticos. En 
el siguiente apartado se muestran una a una las bases vectoriales escogidas y las 
correspondientes matrices de transformación. 
Los archivos utilizados en este apartado se encuentran en la carpeta /Piezas SolidWorks/. 
Consultar anexo A para más información. 
  




3.2. Matrices de transformación. 
Primero se selecciona la base de referencia absoluta { 0 }  y se selecciona la base { 1 } 
coincidente con la base de referencia. 
 




Figura 3.2: Base de referencia 
 
Como vemos en la figura, el origen de la base del tramo { 1 } es el mismo que el de la base de 





cos( ) sin( ) 0 0
sin( ) cos( ) 0 0
0 0 1 0









        
3 (3.1) 
  







Figura 3.3: Base vectorial del tramo 1 
 
La matriz de rotación de la base { 1 } a la { 2 } es: 




0 1 0 cos( ) sin( ) 0 sin( ) cos( ) 0
0 0 1 sin( ) cos( ) 0 0 0 1
1 0 0 0 0 1 cos( ) sin( ) 0
R
θ θ θ θ
θ θ
θ θ
−     
     = ⋅ =     
     −        
3(3.2) 





sin( ) cos( ) 0 1
0 0 1 0
cos( ) sin( ) 0 0











       (3.3) 
  







Figura 3.4: Base vectorial del tramo 2 
 
La matriz de rotación de la base { 2 } a la { 3 } es: 
3 3 3 3
2
3 3 3 3 3
0 1 0 cos( ) sin( ) 0 sin( ) cos( ) 0
1 0 0 sin( ) cos( ) 0 cos( ) sin( ) 0
0 0 1 0 0 1 0 0 1
R
θ θ θ θ
θ θ θ θ
− − − −     
     = ⋅ = −     
     
     
   (3.4) 




sin( ) cos( ) 0 2
cos( ) sin( ) 0 0
0 0 1 3











        (3.5) 
  






Figura 3.5: Base vectorial del tramo 3 
 
La matriz de rotación de la base { 3 } a la { 4 } es: 




1 0 0 cos( ) sin( ) 0 cos( ) sin( ) 0
0 0 1 sin( ) cos( ) 0 0 0 1
0 1 0 0 0 1 sin( ) cos( ) 0
R
θ θ θ θ
θ θ
θ θ
− −     
     = − ⋅ = −     
     
     
  (3.6) 





cos( ) sin( ) 0 0
0 0 1 4
sin( ) cos( ) 0 0










       3(3.7) 
  






Figura 3.6: Base vectorial del tramo 4 
 
La matriz de rotación de la base { 4 } a la { 5 } es: 
 
      Bi (3.8) 
 





cos( ) sin( ) 0 0
0 0 1 0
sin( ) cos( ) 0 0










        (3.9) 
  




1 0 0 cos( ) sin( ) 0 cos( ) sin( ) 0
0 0 1 sin( ) cos( ) 0 0 0 1
0 1 0 0 0 1 sin( ) cos( ) 0
R
θ θ θ θ
θ θ
θ θ
− −     
     = ⋅ =     
     − − −     







Figura 3.7: Base vectorial del tramo 5 
La matriz de rotación de la base { 5 } a la { 6 } es: 
  
    aii(3.10) 
 





cos( ) sin( ) 0 0
0 0 1 0
sin( ) cos( ) 0 0









       (3.11) 
  




1 0 0 cos( ) sin( ) 0 cos( ) sin( ) 0
0 0 1 sin( ) cos( ) 0 0 0 1
0 1 0 0 0 1 sin( ) cos( ) 0
R
θ θ θ θ
θ θ
θ θ
− −     
     = − ⋅ = −     
     
     




TRAMO 6 y EFECTOR FINAL: 
 
 
Figura 3.8: Base vectorial del tramo 6 
 
Como se puede observar en la figura, el extremo del robot, { XE } coincide con la base { X6 }.  




3.3. Parámetros cinemáticos 
La tabla 3.1 muestra los parámetros cinemáticos del TX90: 
 





Tabla 3.1: Parámetros cinemáticos del TX90 
 
3.4. Problema cinemático directo 
Una vez obtenidas las matrices de transformación, para obtener la posición del extremo del 
manipulador en la base de referencia { 0 } solo hay que multiplicar las matrices de 
transformación en la forma: 
0 0 1 2 3 4 5
6 1 2 3 4 5 6T T T T T T T= ⋅ ⋅ ⋅ ⋅ ⋅         3(3.12) 
Por lo tanto un vector 
6
P visto desde el extremo del robot, visto desde la base de referencia es: 
0 60
6P T P= ⋅           3(3.13) 
Para realizar el modelo dinámico, es necesario conocer no solo la matriz de transformación 06T
sino todas las matrices de transformación desde el origen a cualquiera de los tramos 0iT .  
  















4. Dinámica del robot TX90 
4.1. Introducción 
El estudio cinemático describe las relaciones geométricas del robot. Podemos decir que 
describen el movimiento, pero no aportan información acerca de las causas que lo provocan, 
que son los pares ejercidos en las articulaciones. Para incluir estas fuerzas en las 
ecuaciones del manipulador, es necesario realizar un estudio dinámico, en el que se 
relacionan las posiciones, velocidades y aceleraciones angulares con los pares ejercidos en 
las articulaciones.  
El modelo dinámico nos sirve no solo para simular el  comportamiento del sistema, sino 
también para todo el problema de control del manipulador para, por ejemplo,  diseñar 
controladores específicos, ya que VxWorks permite la opción mediante el uso de C/C++ y 
las librerías LLI manipular directamente las señales de los sensores y los actuadores.  
Para obtener el modelo dinámico es necesario considerar cada vínculo por separado, 
balancear las ecuaciones en cada tramo de fuerzas o energías, y estudiar cómo se propaga 
el movimiento entre vínculos sucesivos. Existen dos métodos para formular el modelo 
dinámico: la formulación de Newton-Euler, que es un método iterativo basado en el “balance 
de fuerzas”, y el método Lagrangiano, que es un método de “balance de energías”, que 
ofrece unas ecuaciones en forma cerrada. Ambos métodos proporcionan las mismas 
ecuaciones de movimiento pero desde dos puntos de vista diferentes. Por este motivo se ha 
optado por implementar los dos métodos y realizar una comparativa para conocer las 
ventajas y desventajas de cada uno.   
Las ecuaciones del modelo dinámico de un robot de seis grados de libertad comprenden 
cientos de términos y el volumen de datos es muy elevado. Por ello ha sido necesario 
realizar todos los cálculos escribiendo un programa en Maple. Una vez se han obtenido las 
ecuaciones del movimiento se transfieren los resultados a Matlab para poder trabajar 
directamente en este programa. En este capítulo no se incluyen los resultados de las 
ecuaciones presentadas ya que son tan extensas que se hacen casi ilegibles. La 
implementación de todas las ecuaciones en Maple expuestas en este apartado se 
encuentran en la carpeta /Modelo Dinamico Maple/ o en el anexo B. Todos los resultados 




(matrices del sistema, vector de pares…) de cada modelo se encuentran en el fichero de 
Matlab “ModeloDinamicoTX90”, que se encuentra en la carpeta /Modelo Dinamico Matlab/. 
Consultar Anexo A para más información. 
 
4.2. Formulación de Lagrange 
4.2.1. Introducción 
Este método hace un balance de energías de la dinámica, tanto cinética como potencial, para 
obtener la función lagrangiana del sistema, que se relaciona directamente con los partes de las 
articulaciones. Todas las ecuaciones están basadas en el procedimiento expuesto en [1], y 
todas las figuras también. La implementación en Maple se encuentra en el fichero 
“LagrangeTX90.mx” y en el anexo A.1 con explicaciones de todos los pasos seguidos. 
El lagrangiano de un sistema mecánico se define como: 
 
L T U= −           4(4.1) 
 
donde T y U representan respectivamente la energía cinética y la potencial del sistema. 






τ∂ ∂ ∂− =
∂ ∂ ∂          
4(4.2) 
siendo n el número de grados de libertad del manipulador y las variables asociadas a 
cada uno de los grados de libertad de cada manipulador. Al elegir estas variables como grados 
de libertad, las fuerzas generalizadas son equivalentes a los pares aplicados a cada 
articulación. 
 
4.2.2. Energía cinética 
Consideremos un manipulador con n articulaciones. Entonces la energía cinética total viene 
dada por la suma de la energía de los diferentes tramos: 
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T  es la energía cinética del tramo i. 
La figura 4.1 nos muestra un tramo arbitrario i del robot, en donde es la posición del 
centro de gravedad, 
il
p es la velocidad y iw es la velocidad de rotación del tramo i respecto el 
centro de gravedad.  
 
Figura 4.1: Tramo i del robot 
La energía cinética total se puede expresar como la suma de la energía de traslación y la 
energía de rotación: 
1
1 1
2 2i i i
n
T T
l i l l i i
i
T m p p Iω ω
=
= +∑
        
4(4.4) 
A su vez, las velocidades lineales de los centros de masa y las velocidades angulares de 
rotación pueden ser expresadas en función de las variables articulares por medio de matrices 



















Para cada tramo, el jacobiano de las velocidades de traslación es la derivada del vector 
posición del centro de gravedad del tramo respecto las variables articulares: 
0 0
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4(4.6) 
Y para un tramo i el jacobiano de las velocidades de rotación es directamente el eje Z de giro 





















        
4(4.7) 
donde k = [ 0  0  1]T 
El término I  de las velocidades angulares debe estar expresado en el sistema de referencia de 
cada enlace, ya que estos son los ejes en los que se expresan los tensores de inercia. 
Sustituyendo estas expresiones en (4.4), se obtiene: 
1
1 ( )
2 l l l i li i i i
n
T T T
i p p l
i
T q m J J J I J qω ω
=
= +∑ 
       
4(4.8) 
En esta ecuación, el tensor de inercia 
il
I depende de la configuración del sistema ya que está 
expresado en la base de referencia y, por lo tanto, no es constante. Pero si se expresa el 
tensor en la base de cada tramo: 
i i
i T
l i l iI R I R=           4(4.9) 
donde iR  es la matriz de rotación de la base de referencia { 0 }, a la base del tramo i, entonces 
podemos reescribir la ecuación (4.8) en la forma: 
1
1 ( )
2 C C i i ii i
n
T T T i T
i p p i l i
i
T q m J J J R I R J qω ω
=
= +∑ 
      
4(4.10) 







lI  es el tensor de inercia en el centro de masas visto desde la base { i } y, por lo tanto, 
es constante e independiente de la configuración. 
 
4.2.3. Matriz de inercias 
Al final, sumando todos todas las contribuciones de todos los tramos del robot (4.3) la energía 
cinética total del manipulador está dada por la forma cuadrática: 
1 1
1 1( ) ( )
2 2C C i i ii i
n n
T T T i T T
i p p i l i
i i
T q m J J J R I R J q q B q qω ω
= =
= + =∑ ∑   
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B q m J J J R I R Jω ω
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= +∑
      
4(4.12) 
es la matriz de inercias (n x n) del sistema la cual es: 
• Simétrica 
• Definida positiva  
• Dependiente de la configuración del sistema  
La matriz de inercias calculada se encuentra en la variable BL en el fichero 
“ModeloDinamicoTX90.m”.  
 
4.2.4. Energía potencial 
Al igual que la energía cinética, la energía potencial del sistema viene dada por la suma de las 









          
4(4.13) 
que asumiendo que son tramos sólidos se puede expresar como: 
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=
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4(4.14) 
donde 0
Tg es el vector de gravedad. 
 
4.2.5. Ecuaciones del movimiento 
Sustituyendo la expresión de la energía cinética en (4.2), esta a su vez en (4.1) y desarrollando 
las derivadas se obtiene: 
1 1 1
( ) ( ) ( )
n n n
ij j ijk k j i i
j j k
b q q h q q q g q τ
= = =
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4(4.16) 
o escrito en forma matricial: 
( ) ( , ( ))B q q V q q G q τ+ + =          4(4.17) 
Los términos que aparecen en las ecuaciones de movimiento son: 
• ( )B q q  representa a las fuerzas inerciales de cada enlace debidas a la aceleración. 
• ( , )V q q representa a los pares de Coriolis y los correspondientes a los términos 
centrífugos. 
• ( )G q son los pares gravitatorios asociados a la masa de cada enlace. 
• τ  son los pares ejercidos sobre las articulaciones. 
Las ecuaciones (4.17) modelan la dinámica del brazo manipulador.  
  




Distinguiendo términos de la matriz ( , )V q q  podemos reescribir el sistema de la forma: 
( ) ( , ( ))B q q C q q q G q τ+ + =           4(4.18) 
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4(4.19) 
Como propiedad importante de la matriz ( , )C q q  es que no es única, de manera que se 
pueden encontrar varias matrices que satisfacen la relación (4.18). Una solución particular se 
puede hallar desarrollando los términos de la derecha de la ecuación (4.19)  de manera que los 



















= + −  ∂ ∂ ∂         
4 (4.21) 
Estos son los llamados símbolos de Chrystoffel de primer grado. Nótese que, en virtud de la 
simetría de la matriz de inercias, se tiene que: 
ijk ikjc c=           (4.22) 
Esta solución de la matriz C tiene la propiedad de ser antisimétrica, y es utilizada para el 
problema de control:   
ij jic c= −           4(4.23) 
Por este motivo es la solución desarrollada en este proyecto.  
La matriz C del robot se encuentra en la variable CL y el vector de pares en la variable tauL del 
fichero “ModeloDinamico.m”. 




4.3. Formulación dinámica iterativa de Newton-Euler 
El método iterativo de Newton-Euler comienza calculando las velocidades y aceleraciones 
desde la base hasta el extremo (iteraciones salientes) y luego vuelve desde el extremo 
hasta la base calculando fuerzas y momentos de giro (ecuaciones entrantes). Las 
ecuaciones presentadas están basadas en el libro de robótica [2], así como las figuras. La 
implementación del modelo en Maple se encuentra en el fichero “NETX90.mx” y en el anexo 
B.2, con explicaciones de todos los pasos seguidos.  
4.3.1. Introducción 
Cada vínculo del manipulador se considera como un cuerpo rígido. Si conocemos la 
ubicación del centro de masas y el tensor de inercia del vínculo, entonces su distribución de 
masa está totalmente caracterizada. Para mover los vínculos debemos acelerarlos y 
desacelerarlos. Las fuerzas requeridas para dichos movimientos son una función de la 
aceleración deseada y de la distribución de la masa de los vínculos. La ecuación de Newton, 
junto con su análoga de rotación, la ecuación de Euler, describe la manera en que se 
relacionan las fuerzas, inercias y aceleraciones. 
ECUACIÓN DE NEWTON 
La figura 4.2 muestra un cuerpo rígido cuyo centro de masas tiene una aceleración 
representada por Cv . En dicha situación, la fuerza F que actúa en el centro de masas y 
produce esta aceleración se da mediante la ecuación de Newton: 
CF m v= ⋅            4(4.24) 





Figura 4.2: Una fuerza F que actúa en el centro de masas de un tramo 




ECUACIÓN DE EULER 
La figura 4.3 muestra un cuerpo rígido que gira con una velocidad angular ω y una 
aceleración angular ω . Entonces el momento N que debe estar actuando en el cuerpo para 
producir este movimiento, se obtiene mediante la ecuación de Euler: 
C CN I Iω ω ω= ⋅ + × ⋅          4(4.25) 
en donde CI  es el tensor de inercia del cuerpo escrito en una trama {C}, cuyo origen se 
encuentra en el centro de masas.  
 
Figura 4.3: Un momento N que actúa sobre un cuerpo 
 
4.3.2. Iteraciones salientes para calcular velocidades y aceleraciones 
Para calcular las fuerzas inerciales que actúan en los vínculos es necesario calcular la 
velocidad de rotación y la aceleración lineal y rotacional del centro de masas de cada vínculo 
del manipulador en cualquier instante de tiempo. Estos cálculos deben realizarse en forma 
iterativa, empezando con el vínculo 1 y avanzando sucesivamente, vínculo hacia afuera hasta 
el vínculo n. 
La ecuación (4.26)  muestra “la propagación” de velocidad de rotación de un vínculo a otro, y se 
da (para la articulación giratoria i+1) mediante: 








ii i i iR q Zω ω
++ +
++ += ⋅ + ⋅         4(4.26) 
donde Z es la componente z de la base vectorial, que siempre coincide con el eje de giro, y 
1i
i R
+  representa la matriz de giro de un vínculo al siguiente, expuestas en el apartado 3.2. 
Derivando la expresión en base móvil con los métodos explicados en [5], obtenemos la 
ecuación para transformar la aceleración angular de un vínculo al siguiente: 
 
1 11 1 1
1 11 1 1
i ii i i i i
i ii i i i i i iR R q Z q Zω ω ω
+ ++ + +
+ ++ + += ⋅ + × × + ⋅         4(4.27) 
 
Y la aceleración lineal del origen de cada trama de vínculo se obtiene: 
( )( )1 1 1 11 1 1 1i i i i i i i ii i i i i i i iv R P P vω ω ω+ + + ++ + + += ⋅ × + × × +       4(4.28) 
Asimismo, la aceleración lineal del centro de masas de cada vínculo, que también puede 
encontrarse derivando en base móvil: 
( )1 1 11 1 1 1 1 1 11 1 1 1i i ii i i i i i iC i C i i C iv P P vω ω ω+ + ++ + + + + + ++ + + += × + × × +      4(4.29) 
Esto es una trama { iC } unida a cada vínculo, con su origen ubicado en el centro de masas del 
vínculo y con la misma orientación que la trama del vínculo, { i }. Esta ecuación no implica 
movimiento de la articulación, por lo cual es válida para la articulación i+1, sin importar que sea 
angular o prismática. 
 
4.3.3. La fuerza y el momento de giro que actúan sobre un vínculo 
Después de calcular las aceleraciones lineal y angular del centro de masas de cada vínculo, 
podemos aplicar las ecuaciones de Newton-Euler para calcular la fuerza y los momentos de 
torsión inerciales que actúan en el centro de masas de cada vínculo. Por lo tanto tenemos que:  





F m v= ⋅            4(4.30) 
i iC C
i i i iN I Iω ω ω= ⋅ + × ⋅         4(4.31) 
en donde { iC } tiene su origen en el centro de masas del vínculo y la misma orientación que la 
trama del vínculo, { i }. 
4.3.4. Iteraciones entrantes para calcular fuerzas y momentos 
Con las fuerzas y los momentos de torsión que actúan en cada vínculo, ahora es necesario 
calcular los momentos de torsión de articulación que producirán estas fuerzas y los momentos 
de torsión netos que se aplican a cada vínculo. 
Esto se puede hacer escribiendo una ecuación de balance de fuerza y balance de momento, 
basada en el diagrama de cuerpo libre de un vínculo común (véase figura 4.4). Sobre cada 
vínculo se ejercen fuerzas y momentos de torsión provenientes de los vínculos adyacentes, 
además de que se experimenta una fuerza y un momento de torsión inerciales. Primero se 
definen la fuerza y los momentos de torsión ejercidos por un vínculo adyacente: 
fi =  Fuerza ejercida en el vínculo i por el vínculo i-1 
ni = Momento de torsión ejercido en el vínculo i por el vínculo i-1 




i i i i
i i i iF f R f
+
+ += − ⋅          4(4.32) 
Al sumar los momentos de torsión sobre el centro de masas e igualarlos a cero, llegamos a la 
ecuación de balanceo de momentos de torsión: 




( ) ( )1 1i ii i i i i i i ii i i C i i C iN n n P f P P f+ += − + − × − − ×      4(4.33) 
 
Figura 4.4: El balanceo de fuerzas para el vínculo de un manipulador. 
 
Su utilizamos el resultado de la relación de balanceo de fuerzas (4.32) y agregamos las 
matrices de rotación, podemos escribir la ecuación (4.33) como: 
1 1
1 1 1 1 1i
i i i i i i i i i
i i i i C i i i iN n R n P F P R f
+ +
+ + + + += − ⋅ + × − × ⋅      4(4.34) 
Finalmente, podemos reordenar las ecuaciones de fuerza y momento de torsión para que 
aparezcan como relaciones iterativas desde el vínculo adyacente e mayor numeración hasta 
que el de menor numeración: 
1
1 1
i i i i
i i i if R f F
+
+ += ⋅ +          4(4.35) 
1 1
1 1 1 1 1i
i i i i i i i i i
i i i i C i i i in N R n P F P R f
+ +
+ + + + += + ⋅ + × + × ⋅      4(4.36) 
 
En las iteraciones entrantes de fuerza, se evalúan las ecuaciones vínculo por vínculo, 
empezando por n y trabajando hacia la base del robot. 
  




Como en el caso estático, los momentos de torsión de articulación requeridos pueden 
obtenerse tomando el componente  del momento de torsión aplicado por un vínculo 
sobre su adyacente: 

ii T
ii in Zτ = ⋅           4(4.37) 
en donde se ha usado τ  para la fuerza de un actuador lineal. 
Para que un robot se mueva en el espacio libre, 1 1N Nf+ +
 
y 1 1N Nn+ +  
se hacen iguales a cero, por 
lo que la primera aplicación de las ecuaciones para el vínculo n es bastante simple. Si el robot 
está en contacto con el entorno, las fuerzas y momentos de torsión debidos a este contacto 
pueden incluirse en el balance de fuerzas haciendo que 1
1
N
Nf+ +  y 1 1N Nn+ +  sean distintos de 
cero. 
 
4.3.5. Inclusión de las fuerzas de gravedad 
El efecto de carga de la gravedad sobre los vínculos puede incluirse muy fácilmente haciendo 
que  ,en donde Gr tiene la magnitud del vector gravedad pero apunta en la 
dirección opuesta. Esto es equivalente a decir que la base del robot está acelerando hacia 
arriba con una aceleración angular de 1g. Esta aceleración ficticia hacia arriba produce 
exactamente el mismo efecto en los vínculos que tendría la gravedad. Así se calcula el efecto 













4.3.6. Ecuaciones del movimiento 
Cuando las ecuaciones de Newton-Euler se evalúan simbólicamente para cualquier 
manipulador, producen la ecuación dinámica: 
( ) ( ), ( )B q q V q q G qτ = ⋅ + +          4(4.38) 
en donde ( )qB  es la matriz de masas de n x n del manipulador, ( ),V q q  es un vector n x 1 de 
términos centrífugos y de Coriolis, y ( )G q  es un vector de n x 1 de términos de gravedad.  
Si analizamos los términos resultantes de las ecuaciones de los pares, en primer lugar 
distinguimos los términos de la matriz de masas, ( )qB , ya que acompañan a q , los términos 
que acompañan q producen fuerzas centrífugas, los términos que acompañan q q⋅   producen 
fuerzas de Coriolis, y siempre contienen el producto de dos velocidades de articulación 
distintas, y el término de gravedad, ( )G q , contiene todos los términos en los que aparece la 
constante gravitacional g.   
La matriz de inercias calculada con este método se encuentra en la variable BNE y el vector de 
pares en la variable tauNE del fichero “ModeloDinamico.m”. 
 
  




4.4. Fuerzas de fricción 
Es importante tener en cuenta que las ecuaciones dinámicas que hemos derivado no abarcan 
todos los efectos que actúan sobre un manipulador, sólo incluyen aquellas fuerzas que surgen 
de mecanismos de cuerpo rígido y la fuente más importante de fuerzas que no se incluyen es 
la fricción. Es evidente que todos los mecanismos que ven afectados por fuerzas de fricción.  
En los manipuladores actuales, en los que es común tener una cantidad considerable de 
engranajes, las fuerzas debidas a la fricción pueden ser bastante grandes; tal vez sean 
equivalentes al 25% del momento de torsión requerido para mover el manipulador en 
situaciones comunes.  
Para hacer que las ecuaciones dinámicas reflejen la realidad del dispositivo físico es importante 
modelar (al menos aproximadamente) estas fuerzas de fricción. Existen muchos modelos, 
algunos simples como el de friccion viscosa o el de Couloumb, y otros más complejos. Todos 
son de la forma: 
 ( , )friccion f q qτ =           4(4.39) 
Este modelo de fricción se añade a los demás términos dinámicos derivados del modelo de 
cuerpo rígido, produciendo el siguiente modelo más complejo a partir de la ecuación (4.38): 
 
( ) ( ), ( ) ( , )B q q V q q G q f q qτ = ⋅ + + +         4(4.40) 
 
En este proyecto se ha usado el modelo de rozamiento viscoso en el que para cada 
articulación: 
friccion qτ µ= ⋅            4(4.41) 
en donde µ es una constante de fricción viscosa, y es siempre contrario a la velocidad.  
Como se explica en 6.3, algunos de estos parámetros se han podido identificar de manera 
experimental. 
 




4.5. Comparativa Lagrange y Newton-Euler 
Tras evaluar las ecuaciones del movimiento con los parámetros obtenidos en 5.3 y en cinco 
configuraciones arbitrarias del sistema, se han obtenido los mismos resultados. La tabla 4.1 
muestra los pares teóricos de cada articulación tras evaluar los dos modelos en varias 
configuraciones arbitrarias: 
  
Art 1 Art 2 Art 3 Art 4 Art 5 Art 6 
Estado 
1 
Pos (rad) 1,14 0,99 -0,64 0,71 -1,28 -1,14 
Vel (rad/s) -0,51 -0,43 0,29 -0,32 0,55 0,49 
Ace (rad/s^2) -0,44 -0,39 0,25 -0,28 0,50 0,44 
PL (Nm) -19,62568 -117,4048 -11,14122 -1,79146 1,75422 1,12583 
PNE (Nm) -19,62568 -117,4048 -11,14122 -1,79146 1,75422 1,12583 
Error (%) 0,000% 0,000% 0,000% 0,000% 0,000% 0,000% 
Estado 
2 
Pos (rad) 0,67 0,59 -0,38 0,42 -0,76 -0,67 
Vel (rad/s) -0,77 -0,68 0,42 -0,47 0,85 0,77 
Ace (rad/s^2) -0,26 -0,23 0,15 -0,16 0,29 0,26 
PL (Nm) -7,88392 -77,58225 -6,37506 -1,00251 1,17156 1,77167 
PNE (Nm) -7,88392 -77,58225 -6,37506 -1,00251 1,17156 1,77167 
Error (%) 0,000% 0,000% 0,000% 0,000% 0,000% 0,000% 
Estado 
3 
Pos (rad) 0,13 0,12 -0,07 0,08 -0,15 -0,13 
Vel (rad/s) -0,89 -0,75 0,49 -0,54 0,99 0,89 
Ace (rad/s^2) -0,04 -0,04 0,02 -0,03 0,05 0,04 
PL (Nm) -0,08995 -16,35694 -1,08963 -0,16629 0,23331 2,04872 
PNE (Nm) -0,08995 -16,35694 -1,08963 -0,16629 0,23331 2,04872 
Error (%) 0,000% 0,000% 0,000% 0,000% 0,000% 0,000% 
Estado 
4 
Pos (rad) -0,55 -0,49 0,31 -0,35 0,62 0,55 
Vel (rad/s) -0,81 -0,71 0,44 -0,50 0,90 0,83 
Ace (rad/s^2) 0,22 0,20 -0,13 0,14 -0,25 -0,22 
PL (Nm) 7,29682 65,04876 5,45861 0,79321 -1,00637 1,91983 
PNE (Nm) 7,29682 65,04876 5,45861 0,79321 -1,00637 1,91983 
Error (%) 0,000% 0,000% 0,000% 0,000% 0,000% 0,000% 
Estado 
5 
Pos (rad) -1,09 -0,95 0,61 -0,68 1,22 1,09 
Vel (rad/s) -0,56 -0,48 0,30 -0,35 0,62 0,57 
Ace (rad/s^2) 0,43 0,38 -0,24 0,27 -0,49 -0,43 
PL (Nm) 18,07578 113,92261 10,88513 1,64415 -1,71743 1,31061 
PNE (Nm) 18,07578 113,92261 10,88513 1,64415 -1,71743 1,31061 
Error (%) 0,000% 0,000% 0,000% 0,000% 0,000% 0,000% 
Tabla 4.1: Comparativa entre los métodos Lagrange (PL) y Newton-Euler (PNE) 




Como se esperaba, los dos métodos llegan a los mismos resultados y como hemos visto el 
planteamiento de las ecuaciones es diferente. Una de las conclusiones a las que se quiere 
llegar en este proyecto tras haber analizado a fondo los dos modelos es determinar qué modelo 
es más conveniente usar y por qué.  
En el método de Lagrange se ofrece una solución con ecuaciones en forma cerrada, en las que 
se puede ver fácilmente la estructura completa y los términos que las componen. En este 
modelo se va construyendo el sistema dinámico calculando una a una las diferentes matrices 
del sistema. En cambio en el modelo de Newton-Euler las ecuaciones son abiertas ya que se 
debe realizar un número finito de iteraciones para llegar a la solución, y esto hace que sea más 
difícil escribir el sistema en forma matricial. Así como en el modelo de Lagrange se construye 
directamente el sistema a partir de las matrices, en el de Newton-Euler se llega directamente a 
las expresiones de los pares, sin conocer a priori los coeficientes que pertenecen a cada 
matriz.  
Por este motivo una vez obtenidas las ecuaciones de los pares mediante el método de Newton-
Euler, es necesario identificar los parámetros uno a uno para poder reescribir el sistema 
matricialmente. Es decir, que para obtener la matriz de inercias en el modelo de Newton-Euler, 
es necesario resolver todo el sistema hasta el final e identificar los términos que acompañan las 
aceleraciones, y en el método de Lagrange se puede obtener únicamente la matriz de inercias 
a partir de la energía potencial y cinética sin necesidad de obtener todo el vector de pares. 
Como para el problema de control es necesario escribir el sistema matricialmente, en muchas 
ocasiones resulta más práctico trabajar con el modelo de Lagrange, aunque se puede usar 
indistintamente uno u otro para cualquier operación que se desee realizar. 
Como las ecuaciones dinámicas de movimiento para los manipuladores comunes son tan 
complejas, otro aspecto importante a considerar son las cuestiones computacionales. Si 
contamos el número de multiplicaciones y sumas para que las ecuaciones del algoritmo 
iterativo de Newton-Euler, al tomar en cuenta el primer cómputo saliente simple y el último 
cómputo simple, obtenemos: 
136n-99 multiplicaciones 
106n-92 sumas 




en donde n es el número de vínculos. Aunque la formulación sigue siendo algo compleja, es 
muy eficiente en comparación con algunas formulaciones dinámicas de manipuladores.  
Si analizamos el método de Lagrange, los cálculos requeridos son: 
32n4 + 86n3 + 171n2 + 53n - 128 multiplicaciones 
25n4 + 66n3 + 129n2 + 42n - 96 sumas 
 
 
La tabla 4.2 muestra una comparativa del número total de operaciones a realizar con el robot 
TX-90 con los dos métodos, en el que n = 6 : 
 
Método Multiplicaciones Sumas TOTAL 
Lagrange 66.394 51.456 117.850 
Newton-Euler 717 544 1.261 
Tabla 4.2: Comparativa entre métodos de Newton-Euler y Lagrange 
 
Además, el esquema iterativo de Newton-Euler es aproximadamente 100 veces más eficiente. 
Por este motivo atendiendo a este criterio en muchos casos es más conveniente el uso del 



















5. Parámetros del modelo del robot 
5.1. Introducción 
Para poder simular el comportamiento del robot es necesario disponer de un conjunto de 
parámetros lo más preciso posible que lo caracterice. De entre los parámetros que aparecen en 
las ecuaciones de movimiento aparecen parámetros puramente cinemáticos y los parámetros 
dinámicos asociados a cada uno de los enlaces del robot. 
Los parámetros cinemáticos son las distancias que aparecen en las matrices de transformación 
vistas en el apartrado 2. 
Entre los parámetros dinámicos necesarios para la caracterización de un modelo tenemos los 
siguientes: 
 
• Masa de cada tramo. 
• Centros de gravedad. 
• Tensores de inercia de cada tramo. 
La tabla 5.1 nos muestra los parámetros dinámicos no nulos del robot TX-90: 
 
 
Masa Centros de gravedad Momentos de inercia 
Tramo 1 m1 rcx1 rcy1 rcz1 Ixx1 Ixy1 Ixz1 Iyy1 Iyz1 Izz1 
Tramo 2 m2 rcx2 0 rcz2 Ixx2 0 Ixz2 Iyy2 0 Izz2 
Tramo 3 m3 0 rcy3 rcz3 Ixx3 0 0 Iyy3 Iyz3 Izz3 
Tramo 4 m4 rcx4 0 rcz4 Ixx4 0 Ixz4 Iyy4 0 Izz4 
Tramo 5 m5 0 rcy5 0 Ixx5 0 0 Iyy5 0 Izz5 
Tramo 6 m6 0 0 rcz6 Ixx6 0 0 Iyy6 0 Izz6 
Tabla 5.1: Parámetros dinámicos no nulos del TX90 
Por motivos de simetrías en los ejes y por la forma de seleccionar las bases, de los 60 posibles 
parámetros para un robot de seis articulaciones, en el caso del TX90 hay 19 parámetros que 
son nulos. De esta forma el número de parámetros es de 41. 




Para que el modelo dinámico sea preciso es necesario conocer con exactitud todos los 
parámetros dinámicos. Existen varios métodos para determinarlos, y en este proyecto se verán 
dos metodologías distintas. En primer lugar se determinarán con técnicas CAD mediante el 
programa Solid Works, en el que se dispone del modelo geométrico de todos los tramos. Con 
este método se obtiene una aproximación de los parámetros, ya que hay que hacer hipótesis 
de tipo de material y distribución de masa de cada tramo porque no se conoce la arquitectura 
interna del robot. El otro método que se verá para obtener los parámetros es a partir de las 
ecuaciones del movimiento evaluadas con datos reales obtenidos directamente del robot. 
Como se verá en el apartado 5.3, aplicar este método es complicado pero es una solución 
heurística más precisa.  
Todos los parámetros identificados se encuentran en el fichero “ParametrosTX90.m” en la 
carpeta /Modelo Dinamico Matlab/. 
 
5.2. Determinación de parámetros con Solid Works 
Como no se conocen los parámetros dinámicos y no se dispone de ninguna información acerca 
de la estructura interna del robot, hay que realizar varias hipótesis. Para la realización de este 
proyecto se dispone de la geometría externa en un formato estándar de CAD, “STEP”. A partir 
de este modelo se extrae la geometría de todo el conjunto en Solid Works, ya es posible 
importar datos y reconstruir todo el modelo en este programa. 
El problema es que las piezas así obtenidas son sólidos rígidos y homogéneos, pero en 
realidad son carcasas que contienen los motores y el cableado. Para intentar aproximarse más 
a la realidad, se ha realizado un vaciado de las piezas en el modelo dejando algunos tramos 
que simulen el peso de los motores. 
Una vez se tiene la geometría del robot, es necesario definir el tipo de material de cada tramo. 
Como en este proyecto solo es necesario un cálculo de parámetros dinámicos, el único factor a 
tener en cuenta es la densidad. En primer lugar se ha considerado una densidad acorde con el 
tipo de materiales de los que está compuesto el robot, se han analizado los resultados 
evaluando las ecuaciones del movimiento, y se han reajustado las densidades comparando los 
datos obtenidos con los resultados experimentales.  Con ayuda de técnicas CAD para cálculo 




de propiedades físicas incluido en Solid Works, se han determinado los centros de gravedad, 
los ejes principales de inercia, las matrices de inercia y las masas de cada tramo. 






Tramo 1 0,0169 4.000 
Tramo 2 0,0130 1.150 
Tramo 3 0,0075  3.200 
Tramo 4 0,0045 1.350 
Tramo 5 0,0006 6.500 
Tramo 6 0,0001 15.000 
Tabla 5.2: Resumen de propiedades de cada tramo del robot TX-90 
 
Bajo estas hipótesis, los resultados del cálculo de parámetros se muestran en la tabla 5.3 en 

























































































Tabla 5.3: Parámetros dinámicos calculados con SolidWorks en unidades SI: las masas en Kg, 
los centros de masas en mts y los tensores de inercia en Kg*m2 
 
Tras toda la experimentación realizada y el análisis de los resultados se ha determinado que 
los parámetros de masas y centros de masas obtenidos con técnicas CAD son coherentes con 
la realidad, mientras que los momentos de inercia son en algunos casos del orden de 100 
veces más pequeños.  
5.3. Identificación de parámetros con las ecuaciones de movimiento 
Como se ha visto, existen técnicas CAD  que permiten el cálculo de los parámetros dinámicos 
de los distintos tramos sobre la base de su geometría y el tipo de los materiales empleados. Sin 
embargo, las estimaciones obtenidas mediante tales técnicas son inexactas debido a la 
simplificación introducida por los programas de modelado. 




Con el fin de encontrar estimaciones precisas de estos parámetros, vale la pena recurrir 
a técnicas de identificación, con las que se pueden calcular directamente los parámetros con 
datos reales obtenidos del robot.  
En primer lugar es necesario definir y parametrizar unas trayectorias que exciten todas las 
articulaciones lo suficiente para que se puedan estimar todos los parámetros.  Tras el diseño 
del experimento (apartado 5.3.1) es necesario llevarlo a cabo para obtener datos reales del 
robot de las variables articulares (posición, velocidad y aceleración) y el par ejercido por el 
motor durante el movimiento en estas trayectorias. Para hacerlo ha sido necesario escribir un 
programa en lenguaje C para controlar el robot y moverlo siguiendo unas trayectorias 
especialmente diseñadas y realizar lecturas de los sensores de posición, velocidad y par. Todo 
ello se explica en el apartado 6, de experimentación con el robot. 
Una vez realizada toda la experimentación, se evalúan las ecuaciones simbólicas del 
movimiento con los datos de posición, velocidad, aceleración y par, para llegar a unas 
ecuaciones en las que las únicas incógnitas sean los parámetros dinámicos. 
En este capítulo se plantean dos técnicas para la identificación de parámetros: la primera es 
una técnica que convenientemente explota la propiedad de linealidad de los parámetros y 
resuelve el sistema matricial mediante el método de mínimos cuadrados amortiguados. Esta 
técnica, explicada en el libro [1],  no es fácil de implementar y ha resultado problemática para 
encontrar los parámetros. El principal problema es que existen demasiadas incógnitas para 
pocas ecuaciones, lo que hace que no se hayan podido determinar. La segunda técnica que se 
verá es una técnica más sencilla que en vez de intentar resolver todo el sistema mediante una 
ecuación, se van calculando uno a uno los parámetros desde el extremo hasta la base. 
Mediante esta técnica no se han podido identificar todos los parámetros, pero da una buena 
aproximación. 
 
5.3.1. Diseño del experimento 
El principal objetivo de la experimentación con el robot es obtener datos suficientes para 
evaluar el modelo y obtener los parámetros dinámicos. Para realizar esto es importante definir 
la metodología que se va a utilizar y la manera en que se quieren obtener los datos y una vez 
obtenidos qué técnica se va a utilizar para la identificación de los parámetros. En este apartado 




se van a definir los pasos que se han llevado a cabo sin explicar los resultados obtenidos, que 
se presentan en el apartado 6.4.  
Posiciones estáticas:  
Cuando el robot está quieto en una posición concreta los únicos términos de la ecuación del 
movimiento (4.38) no nulos son los del vector gravedad, y éste a su vez únicamente depende 
de los parámetros de masas y la ubicación de los centros de masas. De esta forma si se lleva 
el robot a varias posiciones y se realiza una lectura de los pares con velocidad y aceleración 
nulos se puede determinar estos parámetros dinámicos. Los resultados de este experimento se 
presentan en el apartado 6.4.1. 
Series Fourier finitas: 
Con el fin de medir también los términos inerciales de cada tramo es necesario generar 
trayectorias con aceleración. Existen varios métodos, como aplicar secuencias finitas de 
aceleraciones en las articulaciones o polinomios de quinto grado. Aunque este tipo de 
trayectorias proveen la suficiente excitación a las articulaciones, no son ni periódicas ni 
limitadas en banda. Si se generan trayectorias periódicas y limitadas en banda los resultados 
son más exactos para la estimación de parámetros. Este método está basado en los artículos 
[3] y [4]. 
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  (5.1) 
donde t representa el tiempo, y fw  es la misma para todas las articulaciones. Esta serie de 
Fourier finita es periódica de período , que debe ser múltiplo entero de la 
frecuencia de muestreo, que es 0.004 segundos. En este caso se ha escogido un período de 
10 segundos. Cada serie de Fourier contiene 2N+1 parámetros, que corresponden a los grados 
de libertad del robot. Los coeficientes ,i ka  y ,i kb  son las amplitudes del seno y del coseno con 
un offset . 
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Mediante estas trayectorias se han llevado a cabo dos tipos de experimentos: el primero es 
generar 6 trayectorias distintas con el mismo período para mover todas las articulaciones a 
la vez. De esta forma se evalúan todos los componentes de todas las matrices del sistema. 
Las ecuaciones de las trayectorias se encuentran en el fichero “ExperimentoTecnicaI.m”, y 
corresponden a las variables q1 hasta q6. 
Una vez definidas las trayectorias es necesario aplicarlas en el robot y obtener los datos de los 
sensores. Con los datos del experimento se procede a aplicar la técnica de identificación I que 
se explica en el apartado 5.3.2.  
El segundo experimento que se ha llevado a cabo consiste en aplicar la misma trayectoria a 
cada articulación una a una manteniendo el resto sin moverse. De esta forma en la ecuación 
del par de esa articulación se simplifica de manera que se puede determinar los momentos de 
inercia. Como ejemplo se va a ver el caso de la articulación 6, que es extrapolable al resto de 
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(5.2) 
Entonces la ecuación del par correspondiente a la articulación 6 es: 
6 66 6 66 6 6b q c q gτ = ⋅ + ⋅ +            (5.3) 
Además en estas condiciones se ha observado que el componente b66 es constante ya que no 
depende de la posición, y esto se cumple en todas las articulaciones. Con este tipo de 
trayectorias se puede evaluar uno a uno los componentes de la ecuación del par para cada 
articualción, y determinar los momentos de inercia desde el extremo hasta la base.  
  




La figura 5.1 muestra la trayectoria q0 generada para el experimento, en la que se puede ver  la 
posición, velocidad y aceleración: 
 
Figura 5.1: Posición (magenta), velocidad (negro) y aceleración (rojo) de la trayectoria q0 
 
Y la ecuación de la trayectoria es: 
 







Hay que tener en cuenta que para aplicar las trayectorias hay que muestrear la señal con un 
periodo T=0.004 segundos para obtener la trayectoria en función de n. Entonces lo que se 
aplica al robot es el resultado de evaluar la trayectoria discreta con n desde 0 hasta 2500. 
Por este motivo todas las señales que se adjuntan en los archivos son de longitud 2501.  
En el fichero “ExperimentoTecnicaII” se encuentra esta trayectoria en la variable q1, así 
como la velocidad, dq1, y la aceleración ddq1. Además se incluye la señal discreta con el 
periodo de muestreo 0.004 segundos, sq1, que es la señal aplicada al robot para la 
obtención de datos. Consultar anexo A.  




5.3.2. Técnica I: Linealización del sistema y obtención de la matriz Y 
Tras analizar las ecuaciones simbólicas de los pares obtenidas mediante los métodos de Euler 
o de Lagrange se observa que a priori  los parámetros dinámicos no son lineales respecto las 
variables articulares. Sin embargo, estos parámetros se pueden agrupar formando unos 
nuevos parámetros de manera que en las ecuaciones del movimiento exista linealidad entre 
estos nuevos parámetros y las variables articulares. Esto permite escribir el sistema de forma 
matricial para resolverlo mediante el método de los mínimos cuadrados amortiguados. Las 
ecuaciones utilizadas están basadas en el libro [1]. 
Una propiedad importante del modelo dinámico es la linealidad de los parámetros dinámicos 
que caracterizan los tramos del robot. Por este motivo es posible escribir las ecuaciones del 
movimiento en la forma: 
( , , , )Y q q qτ π=            5(5.4) 
En donde ( , , , )Y q q q  es una matriz (n x 10n) cuyos parámetros solo dependen de las variables 
articulares y de parámetros cinemáticos, y π  es el vector (10n x 1) compuesto por todos los 
parámetros dinámicos del robot: 
[ ]1
T
nπ π π=           5(5.5) 
donde cada vector iπ  comprende los diez parámetros dinámicos correspondientes al tramo i: 
     
i i i i i i i i ixx ixy ixz iyy iyz izzm m rcx m rcy m rcz I I I I I Iπ  = ⋅ ⋅ ⋅    
5(5.6) 
El primer término im , corresponde a la masa del tramo. El segundo, tercero y cuarto 
corresponden a la masa del tramo multiplicada por la distancia x, y y z al centro de gravedad del 
tramo, expresado en base { i }. El resto de componentes, iI , son los del tensor de inercia 
respecto el origen de la base { i }. Este nuevo conjunto de 10 parámetros se llaman parámetros 
baricéntricos. Antes de poder identificarlos hay que tener en cuenta que tanto en el modelo de 
Lagrange como en el de Newton-Euler el tensor de inercia se expresa respecto el centro de 
gravedad, y la linealidad de los parámetros del tensor de inercia es respecto el origen de la 
base { i }. Por lo tanto para expresar las ecuaciones con parámetros baricéntricos, hay que 
agrupar los términos del tensor de inercia aplicando el teorema de Steiner, que relaciona los 




tensores de inercia del centro de masas con otro punto del espacio [5]. De este modo, el tensor 

















ixx i i i
ixy i i i
ixz i i i
iyy i i i
iyz i i i
izz i i i
I Il xx m rcy rcz
I Il xy m rcx rcy
I Il xz m rcx rcz
I Il yy m rcx rcz
I Il yz m rcy rcz







        
5(5.7) 
De esta forma se agrupan los parámetros de las ecuaciones del movimiento formando los 
parámetros baricéntricos y entonces en las ecuaciones las variables articulares son lineales 
respecto los nuevos parámetros y se puede reescribir el sistema en la forma (5.4). 
Para calcular los parámetros se va a dar una solución heurística  que consiste en realizar varias 
mediciones para evaluar las matrices Y. Se trata de obtener N mediciones del sistema en 
1 ,..., Nt t  y escribirlo matricialmente en la forma: 
1 1( ) ( )
ˆ
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5(5.8) 
De esta forma la matriz Yˆ es de dimensión N2 x 10n. Por lo tanto, es posible despejar el vector 
π y encontrar los valores de los parámetros baricéntricos despejando el vector de parámetros 
con el método de mínimos cuadrados: 
1ˆ ˆ ˆ( )T TY Y Yπ τ−=          (5.9) 
Para poder aplicar este método es necesario obtener N mediciones en diferentes 
configuraciones en las que se pueda aplicar a la matriz de dimensión N2 x 10n resultante el 
método de los mínimos cuadrados amortiguados. Esto no es una tarea fácil, ya que muchas de 
las soluciones no aportan ninguna ecuación linealmente independiente, y puede ser que el 
sistema no tenga solución. 




Para obtener la matriz Y y expresar el sistema como (5.4), se ha desarrollado un algoritmo en 
Maple que permite explotar las condiciones de linealidad en el método de Lagrange. Este 
algoritmo hace uso de las funciones para realizar sustituciones algebraicas de expresiones, 
cambios de variable, obtención de coeficientes y simplificación de resultados. Realiza una 
linealización de los parámetros de cada ecuación de la matriz de inercias y del vector G en el 
método de Lagrange, aplicando los cambios de variable (5.7). De esta forma el sistema pasa a 
depender únicamente de los parámetros baricéntricos, y el algoritmo devuelve la matriz Y de 
6x60.  
Para el robot TX90 de seis grados de libertad la dimensión de la matriz ( , , , )Y q q q   es de 6x60, 
donde los coeficientes pueden comprender cientos de términos. Debido a que la elección de 
las bases vectoriales se ha hecho de forma que el cdm del tramo se sitúe sobre algún eje y 
además algunos tramos presentan simetrías, de los 60 posibles hay19 parámetros dinámicos 
que son nulos. Además de los 41 parámetros hay algunos que no intervienen en las 
ecuaciones del movimiento. De esta forma solo intervienen 37, que son los identificables.  
Una vez obtenida la matriz, es necesario evaluarla con datos reales para despejar el vector π . 
Para realizar esto se han tomado datos reales de los sensores del robot  en diferentes 
configuraciones. De esta forma si son conocidas la posición, velocidad, aceleración y el par del 
motor se puede evaluar la matriz Y y obtener los parámetros dinámicos, ya que el vector de par 
es conocido. En este apartado se han utilizado las trayectorias q1 a q6 explicadas en 5.3.1, 
aplicando las seis trayectorias a la vez. Se han recogido datos en diferentes instantes de 
tiempo, y se ha evaluado la matriz Y con todos estos datos. Lamentablemente el sistema 
resultante no tiene solución, ya que siguen habiendo más incógnitas que ecuaciones. Todo ello 
se explica en el apartado 6.3.1.  
El código en Maple para obtener la matriz Y se encuentra en el  fichero 
“LagrangeTX90Param.mx”  y en el anexo B.3 con explicaciones de los pasos seguidos. En el 
fichero de Matlab “ModeloDinamicoTX90” se encuentran las matrices Y y Yeval, y los vectores 
PI y PAR. Cosultar anexo A para ver el detalle del contenido de las variables. 
 




5.3.3. Técnica II: Inspección directa de las ecuaciones del movimiento 
Esta técnica está basada en la anterior pero en vez de intentar buscar todos los parámetros 
simultáneamente, se buscan una a una las ecuaciones más sencillas que permitan aislar los 
parámetros dinámicos y solucionar por partes el sistema.  En primer lugar se buscan los 
parámetros de masas y distancias de los centros de masas partiendo de la solución encontrada 
con SolidWorks y,  con el robot en posiciones estáticas, se comparan los pares obtenidos del 
modelo con los del sensor de par. De esta forma se reajustan los parámetros iterativamente 
hasta que el modelo se ajuste a la realidad. Una vez fijados los parámetros de masas y centros 
de masas, faltan por identificar los momentos de inercia. Para ello se ha aplicado la trayectoria 
q0 con el método explicado en 5.3.1, de manera que se pueden hallar los componentes de la 
diagonal de la matriz de inercias ya que son constantes, aplicando las trayectorias en cada 
articulación una a una y dejando el resto quietas, comenzando desde el extremo hasta la base 
del robot. De esta forma se pueden calcular uno a uno algunos de los parámetros inerciales, y 
para calcular el resto también se ha hecho de forma iterativa partiendo de los que se han 
podido calcular, evaluando el modelo y reajustando los parámetros. Todos los cálculos y 
resultados se encuentran en el apartado 6.3.2.  
 
5.3.4. Parámetros dinámicos del TX90 
Tras aplicar la técnica II los parámetros identificados son: 






















































































6. Experimentación con el TX90 
En la práctica, muchos robots industriales son programados manualmente para poder realizar 
las tareas de un proceso industrial concreto. Esto se conoce como programación offline de 
robots industriales, pero para poder realizar este tipo de programación es necesario que el 
fabricante proporcione alguna forma de programar en un lenguaje de bajo nivel estándar.  
Como se explica en el aprtado 2.2.4, el robot TX-90 lleva un controlador que tiene un sistema 
operativo propio, VxWorks. Este sistema permite ejecutar programas escritos en C/C++ con 
unas bibliotecas especiales, las Low Level Interface (LLI), que proporcionan funciones para 
acceder a las estructuras de datos que contienen la información del estado del robot, las 
señales de los actuadores y de los sensores. De esta forma se puede escribir un programa en 
lenguaje C en cualquier PC con un editor de texto y después utilizar un compilador cruzado, el 
Tornado, para compilar el programa y crear el ejecutable en VxWorks. El archivo ejecutable se 
copia en una memoria flash USB junto con los archivos de arranque de VxWorks y se 
introducen en el controlador CS8 para un arranque desde la memoria flash. 
Mediante la programación offline del TX90 se ha conseguido por una parte generar unas 
trayectorias concretas para obtener datos experimentales del robot que permitan la 
identificación de parámetros y para comparar y ajustar el modelo dinámico. De esta forma se 
han conseguido los datos necesarios para  aplicar la técnica de identificación de 5.3. Y por otra 
parte ha permitido iniciarse en la programación offline implementando algunas funciones 
básicas como mover el robot a una posición articular concreta o mover una articulación con 
velocidad constante, con una rampa de velocidad o con un movimiento senoidal. 
En este caso el fabricante proporciona un programa de ejemplo en C en el que se muestra el 
uso de casi todas las funciones de las LLI. Para el desarrollo de este proyecto se ha partido del 
programa de ejemplo y se ha ampliado con un menú que contiene las funciones para el 
movimiento del robot, además de realizar algunas modificaciones sobre la función principal. Es 
decir, que se ha mantenido la estructura del programa ejemplo, que contiene toda la parte de 
código encargada de inicializar el robot y de acceder a algunas opciones de configuración que 
se han mantenido aunque no son estrictamente necesarias para este proyecto, y se ha 
ampliado con funciones para el movimiento del manipulador diseñadas para este proyecto. Por 
este motivo en este apartado solo se va a explicar la estructura general del programa y 




únicamente se entra en detalle del código generado para este proyecto. En el anexo C se 
encuentra la implementación de todo el código utilizado. 
6.1. Librerías LLI 
La LLI o Low Level Interface es una librería de C que puede utilizarse para controlar una 
serie de robots Stäubli. Esta librería, junto con el sistema operativo en tiempo real VxWorks, 
son la base necesaria para desarrollar aplicaciones que requieran un control a bajo nivel del 
robot. 
El esquema de control que está implementado por la LLI se divide en tres bucles en serie. El 
primero es el bucle de posición, el siguiente es el bucle de velocidad y el último el bucle de 
par. 
Hay que destacar que mientras que el periodo con el que se actualizan las consignas del 
usuario es de 4 ms., los bucles internos de control del servo funcionan a una frecuencia 
mucho mayor. 
La librería permite enviar al robot cuatro señales de control a cada articulación en cada 
interrupción así como recibir cuatro lecturas de realimentación. Las cuatro consignas de 
control y las lecturas de realimentación son las siguientes: 
Consignas: 
- Posición angular: esta consigna permite determinar a qué posición se ha de mover la 
articulación en el ciclo actual. La unidad que utiliza es el radián. 
- Velocidad angular: esta consigna permite determinar a qué velocidad se ha de mover 
la articulación durante el ciclo actual. La unidad que utiliza es el radián por segundo. 
- Feedforward de velocidad angular: esta consigna permite modificar la salida del 
bucle de control de velocidad. La unidad que utiliza es el radián por segundo. 
- Feedforward de par: esta consigna permite modificar la salida del bucle de control de 
par. La unidad que utiliza es el newton metro. 
  




Señales de realimentación: 
- Posición angular: esta lectura determina la posición angular en la que se encuentra 
la articulación. La unidad que utiliza es el radián. 
- Velocidad angular: esta lectura determina la velocidad angular con la que se mueve 
la articulación. La unidad que utiliza es el radián por segundo. 
- Par aplicado: esta lectura determina el par aplicado en la articulación. La unidad que 
utiliza es el newton metro. 
- Error de posición: esta lectura determina el error entre la consigna de posición 
angular y la verdadera posición angular. 
Todo esto se puede visualizar a través del esquema de la figura 6.1, que muestra mediante 
un diagrama cómo se encadenan los diferentes bucles de control y cómo interviene cada 
variable en ellos. 
 
 
Figura 6.1: Librerías LLI 
 
Modos de trabajo: 
La librería LLI ofrece dos modos de trabajo, que difieren únicamente en el tipo de consigna 
que se envía al robot. El primero es el modo de posición y velocidad, en el cual se controla 
el robot por medio de estas dos señales. El segundo, de más bajo nivel, es el modo de par o 
torque mode, mediante el cual se actúa directamente sobre los pares aplicados por los 
motores. 




Además de estas dos señales, el modo de posición y velocidad también permite enviar dos 
señales de feedforward, una de velocidad y otra de par. Estas señales, tal y como aparece 
en el esquema de la figura 6.1, actúan sobre las señales de velocidad y par del control del 
servo respectivamente. 
 
6.1.1. Modo Posición-Velocidad 
Este modo sigue el esquema  mostrado en la figura 6.2: 
 
Figura 6.2: Esquema de modo posición y velocidad 
 
En el modo de posición y velocidad, el controlador coge estas dos señales y las hace pasar 
por un interpolador, el cual devuelve únicamente una señal de posición, pero a una 
frecuencia mucho más elevada. Esta señal de posición pasa a través de los tres bucles ya 
mencionados, obteniendo finalmente una consigna de par que se aplica directamente en 
forma de corriente en los motores. 
Hay que tener en cuenta que en este modo la señal de velocidad de entrada es la velocidad 
deseada, pero la señal de posición no es la deseada, sino el incremento de posición 
correspondiente al tiempo de ciclo, 0.004 segundos. Es decir, que si se quiere mover el 
robot a una velocidad v hay que aplicar señal de velocidad v e incrementar la señal de 
posición en 0.004v como se muestra en la figura 6.3: 





Figura 6.3: Esquema control abierto de velocidad 
 
De esta forma se han podido fijar las velocidades en cada articulación para tomar datos a 
velocidades constantes, con rampas de velocidad y velocidades sinusoidales. 
Otro factor tener en cuenta es que cada articulación tiene una velocidad máxima que no se 
debe superar, ya que de lo contrario el controlador del robot desactiva la potencia y nos 
muestra un mensaje de error. La siguiente tabla muestra las velocidades máximas 
permitidas en condiciones de carga reducidas: 
 







Tabla 6.1: Velocidades máximas en condiciones de carga reducidas 
 
Para no superar en ningún caso la velocidad máxima permitida antes de enviar la señal al 
interpolador en todos los casos se satura a velocidad máxima, como se muestra en la figura 
6.4: 





Figura 6.4: Limitador de velocidad 
 
Pero el control de velocidad resulta poco útil en casos que se desee mover el robot a una 
posición concreta. Para realizar este tipo de maniobras se ha implementado de forma 
externa a las LLI un control cerrado de posición mostrado en la figura 6.5:   
 
Figura 6.5: Esquema control posición cerrado 
 
Donde consigθ  es la consigna de posición, realθ es la señal de realimentación de posición, Kp es 
la ganancia de cada articulación.  
De esta forma se puede aplicar consignas de posición para todas las articulaciones o una en 
concreto y este controlador aplica la señal necesaria al interpolador para llegar a la posición 








6.1.2. Modo Par 
En este modo se puede aplicar directamente la señal de par como muestra el siguiente 
esquema: 
 
Figura 6.6: Esquema de funcionamiento del modo Par 
 
En este caso la señal enviada es el par en Nm aplicada directamente por los motores. Por este 
motivo hay que ir con mucha precaución al trabajar en este modo, ya como se ha visto en el 
desarrollo de este proyecto, para realizar un simple movimiento la señal de par es muy 
compleja y si no se aplica exactamente en la forma necesaria, se pueden producir efectos 
inesperados en el movimiento del robot, que puede incluso dañar el equipo. Por este motivo se 
ha utilizado solo para efectuar solo algunas pruebas. De todas formas, el programa 
implementado está preparado para trabajar en modo par aplicando directamente la señal 
deseada.  
El esquema de control implementado para controlar este modo se muestra en la figura 6.7: 
 
Figura 6.7: Esquema control cerrado en modo par 




Donde consigθ  es la consigna de posición, realθ es la señal de realimentación de posición, Kp es 
la ganancia de cada articulación.  
 
6.1.3. Estructuras de datos y funciones principales 
Las LLI proporcionan varias estructuras de datos para acceder a todas las funcionalidades del 
robot. En este apartado se verán las más importantes para este proyecto, que son 
principalmente las que contienen las variables de los actuadores y sensores, tanto de la señal 
que enviamos, como de las señales de feedback. Además se verán las principales funciones 
de las librerías para trabajar con estas estructuras. 
 
- Robot ID: Esta estructura  de datos contiene el identificador del robot, necesario para casi 
todas las funciones de la librería. Es necesario inicializarlo en la función principal: 
 
typedef struct _LLI_Robot LLI_Robot; 
 
- LLI command: Cotiene las señales que se envían, en inglés commands: cuatro doubles 
que son la posición y velocidad (si se trabaja en modo posición-velocidad)  o las consignas 
de par o velocidad de feedfordward si se trabaja en modo par: 
 
typedef struct _LLI_JointCmd 
{ 
 double  m_pos;   /* rad */ 
 double  m_vel;   /* rad/s */ 
 double m_velFfw; 




- LLI feedbacks: Contiene las señales de feedback de los sensores de posición, velocidad, la 








typedef struct _LLI_JointFbk 
{ 
 double  m_pos;   /* rad */ 
 double  m_vel;   /* rad/s */ 
 double  m_posErr;  /* rad */ 
 double  m_torque;  /* N.m */ 
} LLI_JointFbk; 
 
- LLI State: esta estructura se usa para conocer el estado del robot: si está inicializado, si la 
potencia está activada, si el robot está calibrado, o si está activada la parada de 
emergencia: 
 
typedef struct _LLI_State 
{ 
 LLI_InitState  m_initState; 
 LLI_EnableState  m_enableState; 
 LLI_CalibState  m_calibrateState; 
 LLI_EstopState  m_estopState; 
} LLI_State; 
 
Y las principales funciones de la librería son: 
 










- Funciones para leer y escribir en las consignas, respectivamente 
 
LLI_get(LLI_RobotId x_robotId, LLI_JointFbk x_jntFbk[]); 
LLI_set(LLI_RobotId x_robotId, LLI_JointCmd x_jntCmd[]); 
 
 




- Función que devuelve el estado del robot 
 
LLI_state(LLI_RobotId x_robotId, LLI_State* x_pState); 
 
- Función para cambiar el modo: posición-velocidad o modo par 
 
LLI_ioctrl(LLI_RobotId x_robotId, int x_code, void* x_pIoctrlData); 
 
6.2. Estructura del programa 
Todos los ficheros y las cabeceras del programa se encuentran en la carpeta /Tornado/. 
El programa está formado por 13 archivos en C: 6 con las funciones y 7 de cabecera: 
- TX90.c: Contiene la función principal 
- synchro.c y synchro.h: parte del programa que se encarga de la tarea síncrona y su 
archivo de cabecera. 
- lli_lowlevelinterf.h: archivo de cabecera con todas las funciones de las LLI 
- TX90.h: archivo de cabecera con la definición de todas las constantes 
- isr.c, isr.h, vxfunctions: contiene las funciones para creación, sincronización y 
destrucción de semáforos y tareas. 
- testkin.c: este módulo contiene funciones para calcular la cinética inversa y la directa. 
- systemfunctions.h, synchroprotected.h, _TX90.h, winfunctions.c: funciones del sistema. 
 
6.2.1. Función Principal  
La función principal es la encargada de inicializar el robot y crear las tareas. Después se 
muestra el menú principal, desde el que se controlan todas las opciones disponibles. 
En la función principal se llama a los constructores del tipo robot y se crea un semáforo para la 
sincronización de las tareas. Luego se crean las tareas síncronas de control con un tiempo de 
ciclo de 0.004 segundos.  




El código en C que realiza esto es: 
 
// 1. Crea un semáforo binario 
 
l_isrSemId = createSemB(); 
if (l_isrSemId == NULL) 
printf("ERROR: No se ha podido crear el semaforo!!\n"); 
setIsrSem(l_isrSemId); 
 
// 2. Llama a los constructores del tipo LLI_Robot 
 
printf("Construyendo Robot\n"); 
_robotId = LLI_construct(&isr, x_pathSys, x_pathUsr, x_pathLog); 
if (_robotId == NULL) 
 printf("ERROR de construccion\n"); 
else 
 printf("construccion OK\n"); 
 
 
// 3. Ejecuta las tareas síncronas (esperando al semáforo) 
startSynchroTask(l_isrSemId, _robotId,1); 
 
Por último, se muestra un ejemplo de las funciones de cinemática directa e inversa y ya se 
puede escribir por teclado. Para mostrar el menú se debe pulsar las teclas Ctrl+C, escribir 
“menu” y pulsar Enter. De esta forma se accede al menú principal que se muestra por pantalla. 
Desde ahí se pueden controlar por medio del teclado todas las funciones. 
 La implementación de la función principal se encuentra en el anexo C.2 o en la carpeta 
/Tornado/ProgramasC en el fichero “TX90.c”. 
  




6.2.2. Menu Principal 
Las opciones que ofrece el menú principal son: 
1. Estado del robot: Función asíncrona que imprime por pantalla el estado de las 
principales variables del robot. 
2. Activar la potencia: necesario para cualquier movimiento 
3. Desactivar la potencia 
4. Menú Movimiento: este menú controla todas las funciones para mover el robot 
5. IO Control Menu: Desde este menú se puede acceder a varias opciones de 
configuración: se puede cambiar el modo a posición-velocidad o modo par, se puede 
visualizar el tiempo de ciclo y calibrar el robot. 
Este menú es parecido al programa de ejemplo, a excepción de la opción 4 que ha sido 
desarrollada íntegramente para este proyecto. 
La implementación del menú principal se encuentra en el anexo C.2 o en la carpeta 
/Tornado/ProgramasC/ en el fichero “TX90.c”. 
 
6.2.3. Menú Movimiento 
Lo opción 4 del menú principal da acceso al menú con las funciones para mover el robot. Las 
diferentes opciones son: 
1. Control Posición Cerrado (1 Art) 
2. Control Posición Cerrado (6 Art) 
3. Control Posición misma consigna para las 6 art 
4. Velocidad Constante (1 Art) 
5. Rampa Velocidad (1 Art) 
6. Movimiento sinusoidal (1 Art) 
7. Movimiento Series Fourier (1 Art) 
8. Movimiento Series Fourier (6 Art) 
9. Escribir señales 




Desde este menú se puede cambiar el estado de las variables globales de manera que la tarea 
síncrona las lea y realice diferentes acciones. 
La implementación de todas las opciones del menú movimiento se encuentran en el módulo 
“synhcro.c” y en el anexo C.3 en la función MenuMovimiento. 
Control Posición Cerrado (1 Art) 
Esta opción permite mover una de las articulaciones a la posición articular deseada (consigna 
de posición), y implementa el esquema de control visto en el apartado 6.1.1. 
Tras pulsar esta opción, el programa solicita que se escriban por teclado los siguientes datos:  
- Número de articulación para el movimiento 
- Posición articular deseada (grados) 
- Kp (entre 0.5 y 1) 
Comienza el movimiento y cuando se llega a la posición deseada con un cierto error máximo el 
robot se detiene y muestra un mensaje por pantalla. 
 
Control Posición Cerrado (6 Art) 
Esta opción permite mover todas las articulaciones a la vez  hacia la posición articular deseada 
(consigna de posición) de cada articulación, usando el esquema de control visto en 6.1.1. 
Tras pulsar esta opción, el programa solicita que se escriban por teclado los siguientes datos:  
- Consignas de posición de cada una de las articulaciones (grados) 
- Kp (entre 0.5 y 1) 
Nótese que en este movimiento no todas las articulaciones finalizarán al mismo tiempo, ya que 
dependiendo del error entre la posición actual y la deseada cada articulación tardará un tiempo 
siguiendo su esquema de control. Por este motivo hasta que la última articulación llegue a la 
posición deseada no se finaliza el movimiento. De nuevo se muestra un mensaje por pantalla.   
  




Control Posición misma consigna para las 6 art 
Para este movimiento se introduce únicamente una consigna en grados y la Kp, y se mueven 
todas las articulaciones. Se recomienda no introducir una consigna superior a 90 grados. En 
realidad la función que implementa esta opción es la misma que para el control de posición 
cerrado de las seis articulaciones. 
   
Velocidad Constante (1 Art) 
Con esta función se aplica una rampa de velocidad durante 1 segundo, y luego se mantiene a 
velocidad constante Vmax durante 4 segundos para luego frenar suavemente con aceleración 
cero al final del movimiento con un movimiento parabólico. La ecuación de la velocidad que rige 
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, en el que n se incrementa en cada iteración de la tarea síncrona en un tiempo de ciclo de 
0.004 segundos. 
 Tras pulsar esta opción, el programa solicita que se escriban por teclado los siguientes datos:  
- Número de articulación para el movimiento 
- Velocidad deseada (grados/s): puede ser un valor positivo o negativo 
Comienza el movimiento y cuando transcurren 5 segundos finaliza el movimiento y se muestra 








Rampa Velocidad (1 Art ) 
Con esta función se aplica una rampa de velocidad durante 4 segundos, y luego se frena con 
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6(6.2) 
, en el que n se incrementa en cada iteración de la tarea síncrona en un tiempo de ciclo de 
0.004 segundos. De esta forma la aceleración del movimiento es Amax 
  
Tras pulsar esta opción, el programa solicita que se escriban por teclado los siguientes datos:  
- Número de articulación para el movimiento 
- Aceleración deseada (grados/s2): puede ser un valor positivo o negativo 
Comienza el movimiento y cuando transcurren 5 segundos finaliza el movimiento y se muestra 
un mensaje por pantalla. 
 
Movimiento sinusoidal (1 Art) 
Para imponer un movimiento sinusoidal de amplitud A en las articulaciones se ha fijado el 
siguiente perfil de velocidad: 
2 2( ) sin
10 10
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6(6.3) 
, en la que el período es de 10 segundos. De esta forma, la posición es: 
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6(6.4) 
La velocidad inicial y final es cero, pero tiene el inconveniente que la posición inicial es –A. Por 
este motivo antes de realizar este movimiento con el robot es necesario situarlo en la posición  
–A y luego aplicarle un movimiento de amplitud A. Para llevarlo a una posición concreta se 
pueden usar las funciones 1 y 2 del menú movimiento. 
Entonces para determinar la aceleración se obtiene directamente de derivar (6.3): 
22 2( ) cos
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6(6.5) 
, de manera que si se conoce el instante de tiempo en el que se lee el sensor de velocidad, se 
puede calcular la aceleración con esta expresión. 
Para implementar esta función en la tarea síncrona hay que tener en cuenta que el tiempo de 
ciclo es de 0.004 segundos, de manera que si el período de la señal continua es de 10 
segundos, la función (6.3) discretizada es: 
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De esta forma en cada iteración de la tarea síncrona se incrementa el valor de n y se evalúa 
esta expresión para enviar la señal de velocidad. 
Tras pulsar esta opción, el programa solicita que se escriban por teclado los siguientes datos:  
- Número de articulación para el movimiento 
- Amplitud del movimiento (A) 
- Numero de ciclos del movimiento (N) 
Comienza el movimiento y cuando transcurren el movimiento ha efectuado N ciclos se detiene 
y se muestra un mensaje por pantalla. 
 




Movimiento Series Fourier (1 Art) 
Mediante esta función se puede aplicar una de las 12 trayectorias parametrizadas como series 
de Fourier finitas expuestas en el apartado 5.3.1. 
Tras pulsar esta opción, el programa solicita que se escriban por teclado los siguientes datos:  
- Numero de articulación (1-6) 
- Numero de ciclos del movimiento (N) 
- Tipo de movimiento (de los 12 posibles) 
Comienza el movimiento y cuando transcurren el movimiento ha efectuado N ciclos de 10 
segundos cada uno, se detiene y se muestra un mensaje por pantalla. 
 
Movimiento Series Fourier (6 Art) 
Mediante esta función se pueden se aplican una trayectoria distinta en cada articulación, para 
moverlas todas a la vez. 
Tras pulsar esta opción, el programa solicita que se escriban por teclado los siguientes datos:  
- Numero de ciclos del movimiento (N) 
Comienza el movimiento y cuando transcurren el movimiento ha efectuado N ciclos de 10 
segundos cada uno, se detiene y se muestra un mensaje por pantalla. 
 
Escribir señales 
Mediante esta función imprimen por pantalla los estados de las variables durante la ejecución 
de las trayectorias de las opciones 6 y 7 del menú (series Fourier). El programa solicita: 
- Numero de articulación (1-6) 
- Vector que se quiere ver: posición (1), velocidad (2) o par (3). 
No hay que pulsar esta opción durante el movimiento del robot, ya que consume muchos 
recursos y puede causar un fallo en el movimiento y desactivar la potencia. 




6.2.4. Tarea Síncrona 
En el módulo “synchro.c” se encuentran todas las funciones de creación y destrucción de 
tareas así como la función _synchro que es la encargada propiamente de la tarea de control, 
además de todas las funciones de movimiento. Su funcionamiento es el siguiente: en este 
módulo se han definido una serie de variables globales que pueden modificarse desde el menú 
movimiento introduciendo datos por el teclado de manera asíncrona. Por otro lado la tarea 
síncrona lee el valor de estas variables en cada iteración y se ejecuta la parte del código 
correspondiente. En esta función se han desarrollado tres modos de trabajo representados por 
una variable de tipo carácter, cuyo valor puede ser P (modo posición), T (modo par) o U (modo 
reposo).  
De esta forma, en cada iteración la tarea de control busca el valor asignado a la variable modo 
y si vale ‘P’, la tarea ejecutará la parte de código correspondiente al modo posición, si vale ‘T’ el 
modo par y si vale ‘U’ se ejecutará el modo reposo, en el que se le envía a los motores la orden 
de permanecer quietos y en la posición que se encuentren. De esta forma desde el menú 
principal se pueden cambiar el valor de algunas variables para que la tarea síncrona realice 
unas funciones u otras. Las principales variables globales declaradas en el programa son: 
 
- Variables Globales: 
 
char         mode 
int          tipo; 
char         movimiento; 
double       velocidad; 
int          numlink; 
double       tiempo; 
double       consignapos; 
double       Kp; 
 
 
• mode puede valer ‘P’, ‘T’ o ‘U’, correspondientes a los modos de trabajo. 
• tipo identifica el tipo de movimiento a realizar dentro de un mismo modo. 
• movimiento puede valer ‘y’ si el robot se encuentra en movimiento o ‘n’ 
• numlink es un entero que identifica el tramo del robot. 
• velocidad es usada para introducir la consigna de velocidad por teclado. 
• Kp es la constante que multiplica el error en el controlador de posición. 








// Definición e inicialización de variables locales 
… 
 
//Inicio de la tarea periódica 
while (1) 
{ 
        // Espera la sincronizacion del semaforo 
        takeSem(_synchData.m_semId); 
 
        // Obtiene las variables del robot 
        LLI_get(_synchData.m_robotId, _synchData.m_fbk); 
 
        // Obtiene el estado actual 
        LLI_state(_synchData.m_robotId, &l_state); 
 
 
//Elige camino en función de la variable mode 
switch (mode) 
{ 
case 'P': //MODO POSICIÓN 
 
        // Comprueba el estado de la potencia 
     switch (l_state.m_enableState) 
{ 
//Si está desactivada: resetea y vuelve a modo reposo 
         case LLI_DISABLED : 
                  Reset(); 
          break; 
   // Si está activada:  
          case LLI_ENABLED : 
    //Elige tipo de movimiento dentro del modo P 
switch (tipo) 
                   { 
                  case 1: … 
case 2: … 
… 
       } 
   } 
break; 
 
case 'T': //MODO PAR 
        // Comprueba el estado de la potencia 
        switch (l_state.m_enableState) 
        { 
    //Si la potencia está desactivada resetea 
                case LLI_DISABLED : 
                  Reset(); 
          break; 
//Si la potencia está activada elige tipo movimiento 
          case LLI_ENABLED : 
    //Elige tipo de movimiento dentro del modo T 





                   { 
                  case 1: … 
case 2: … 
… 
       } 
   } 
case 'U': //MODO REPOSO 
        switch (l_state.m_enableState) 
        { 
        case LLI_DISABLED : 
                //No moverse 
                for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
                { 
      _synchData.m_cmd[l_jnt].m_pos = 
 _synchData.m_fbk[l_jnt].m_pos; 
                        _synchData.m_cmd[l_jnt].m_vel = 0.0; 
                }        break; 
        case LLI_ENABLED : 
                // Anula la señal de velocidad 
               for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
               { 
                    _synchData.m_cmd[l_jnt].m_vel = 0.0; 
               } 
        break; 
        default : // Anula la señal de velocidad 
 
                for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
                { 
                        _synchData.m_cmd[l_jnt].m_vel = 0.0; 
                } 
        break; 




La implementación de esta función se encuentra en el módulo “synchro.c” y en el anexo C.3. 
 
6.2.5. Funcion de modo par 
Hasta ahora las funciones implementadas en el menú movimiento funcionan todas en modo 
posición y velocidad. En modo par se ha implementado también una función para que el robot 
se quede quieto en la posición en que se encuentre con el esquema de control mostrado en la 
figura 6.7. En esta situación, los motores aplican únicamente un par para compensar la 
gravedad en función de la posición. 
Para activar el modo par, se debe ir al menú principal y acceder al menú de configuración con 
la opción 6. En este menú hay que elegir la opción “SET TORQUE MODE”. Se pide 
confirmación al usuario tras un mensaje de advertencia y cuando se activa el modo par la 




variable mode pasa a valer ‘T’, con lo que la función síncrona ejecuta la parte de programa que 
controla este modo.   
 
6.3. Resultados de la experimentación 
Una vez diseñadas las diferentes funciones implementadas en el menú movimiento, es posible 
realizar varios tipos de movimiento con el robot. Además, haciendo uso de la función para 
obtener el estado actual del robot que se encuentra en el Menu Principal, es posible obtener la 
posición, velocidad y el par real que da el motor en cualquier momento.  
Los movimientos realizados por el robot han sido diseñados para poder identificar los 
parámetros dinámicos con las técnicas expuestas en el apartado 5.3. 
El primer estado que se ha analizado es la posición “cero”, que corresponde a posición, 
velocidad y aceleración cero en todas las articulaciones en las bases escogidas para el análisis 
dinámico. La figura 6.8 muestra el robot en esta posición: 
 
 
Figura 6.8: Robot en posición "cero" 
 








Art 1 Art 2 Art 3 Art 4 Art 5 Art 6 
Estado 1 
Pos (rad) 0,00 0,00 0,00 0,00 0,00 0,00 
Vel (rad/s) 0,00 0,00 0,00 0,00 0,00 0,00 
Ace (rad/s2) 0,00 0,00 0,00 0,00 0,00 0,00 
PReal (Nm) -4,45 -1,20 -1,10 0,89 0,97 0,06 
Tabla 6.2: Estado de las variables en la posición “cero” 
 
Colocado así, la posición, velocidad y aceleración son cero. En esta situación se observa que 
se aplica un par distinto de cero en cada articulación cuando en teoría no sería necesario, ya 
que el robot en esta posición se aguanta por su propio peso. Esto ocurre porque en el modo 
posición-velocidad el controlador detecta una mínima variación respecto el cero absoluto (ya 
que el proceso de calibración es manual) y aplica un par en consecuencia. De todas formas el 
par aplicado es demasiado pequeño para mover la articulación. Es decir, que en esta situación 
teóricamente los motores no necesitan aplicar ningún par para que se mantenga en esta 
posición, y en cambio el sensor de par da una señal diferente de cero para todas las 
articulaciones, e incluso en la primera articulación aplica -5 Nm. Experimentalmente, 
controlando el robot en modo par, se ha llevado a esta posición y se ha anulado 
completamente la señal de par, con el fin de determinar si este par es necesario para que el 
robot se mantenga en la posición. En esta situación el robot no se ha “caído”, y se ha 
aguantado gracias a las fuerzas de fricción entre los tramos, lo que pone de manifiesto que el 
par aplicado por el controlador en esta posición es innecesario. 
 
  




6.3.1. Tecnica I 
En primer lugar para aplicar la técnica I se han impuesto las trayectorias q1 a q6 descritas en 
5.3.1 en las seis articulaciones para moverlas todas a la vez con la opción 8 del menú 
movimiento. La figura 6.8 muestra la posición (magenta), velocidad (negro) y aceleración (rojo) 
teóricas de cada articulación y a la derecha la posición, velocidad y aceleración reales. La 
posición y la velocidad son directamente las medidas que indica el sensor, en cambio la 
aceleración real se obtiene derivando la velocidad real: 
 
Figura 6.9: A la izquierda: posición (magenta), velocidad (negro) y aceleración (rojo) teóricas y 
a la derecha las reales medidas con el sensor para las articulaciones 1 a 3 tras aplicar las 
trayectorias q1, q2 y q3 respectivamente. 





Figura 6.10: A la izquierda: posición (magenta), velocidad (negro) y aceleración (rojo) teóricas 
y a la derecha las reales medidas con el sensor para las articulaciones 4 a 6 tras aplicar las 
trayectorias q4, q5 y q6 respectivamente. 
 
Hay que tener en cuenta que existe ruido en la velocidad medida por el sensor. Por este motivo 
para determinar la aceleración real es necesario primero filtrar la señal de velocidad con un 
filtro de la media que atenúe el ruido, ya que de lo contrario se acentúa el ruido en la señal de 
aceleración. De esta forma ya se puede determinar la aceleración real como la derivada de la 
señal filtrada. La figura 6.10 nos muestra el detalle de la velocidad de la articulación 6 y la 
correspondiente señal filtrada: 





Figura 6.11: Filtrado de la señal de velocidad real. 
En estas trayectorias, el par medido por el sensor se muestra en la figura 6.11 (color azul) y 
también se muestra la misma señal tras aplicarle un filtro de la mediana (color rojo): 
 
Figura 6.12: Par real medido tras aplicar las trayectorias q1 a q6 en todas las articulaciones 
(azul) y la misma señal tras aplicar un filtro de mediana 




A continuación ya se pueden tomar datos de posición, velocidad, aceleración y par real en seis 
instantes de tiempo, y en cada uno de ellos se evalúa la matriz Y obtenida en 5.3.2 para formar 
una matriz de 36x60, que se reduce a 36x37, que son los parámetros identificables. La 
siguiente tabla muestra el estado de todas las variables los instantes de tiempo t1 a t6: 
 
  
Art 1 Art 2 Art 3 Art 4 Art 5 Art 6 
Pos. 1 
Instante tiempo t1=1.296 seg (n=324) 
Pos (rad) -0.28 0.49 -0.51 0.39 0.57 0.05 
Vel (rad/s) -1.29 2.19 -2.16 2.06 2.16 1.87 
Ace (rad/s^2) 1.27 -1.51 1.94 -0.87 -2.49 2.20 
Preal (Nm) 117.37 -58.96 62.33 -17.72 -19.05 4.62 
Pos. 2 
Tiempo t2=2.532 seg (n=633) 
Pos (rad) 0.67 -0.89 1.00 -0.58 -1.08 0.37 
Vel (rad/s) -0.17 -0.45 0.28 -0.37 -0.05 -1.38 
Ace (rad/s^2) -8.12 11.32 -12.00 9.37 13.22 1.62 
Preal (Nm) -259.92 280.68 -256.86 21.75 28.91 -4.52 
Pos. 3 
Tiempo t3=3.424  seg (n=856) 
Pos (rad) -1.01 1.24 -1.35 1.07 1.56 0.05 
Vel (rad/s) -0.06 0.52 -0.48 -0.09 0.15 -0.08 
Ace (rad/s^2) 9.89 -12.63 13.70 -11.48 -15.85 -1.72 
Preal (Nm) 297.90 -282.55 282.72 -22.69 -37.63 -0.45 
Pos. 4 
Tiempo t4=4.396 seg (n=1099) 
Pos (rad) 0.80 -1.05 1.09 -1.12 -1.37 -0.27 
Vel (rad/s) -0.85 0.76 -0.82 1.25 1.19 0.93 
Ace (rad/s^2) -10.78 13.63 -14.31 13.47 16.94 4.27 
Preal (Nm) -295.33 229.76 -280.81 19.75 31.22 2.78 
Pos. 5 
Tiempo t5=5.692 seg (n=1423) 
Pos (rad) -0.27 0.10 -0.07 0.35 0.13 0.58 
Vel (rad/s) 3.39 -4.18 4.40 -4.36 -5.26 -1.50 
Ace (rad/s^2) -0.33 1.23 -1.67 0.04 1.07 -0.81 
Preal (Nm) -124.30 208.26 -56.50 25.22 24.65 -4.33 
Pos. 6 
Tiempo t6=6.188 seg (n=1547) 
Pos (rad) 0.71 -0.99 1.05 -0.97 -1.33 0.01 
Vel (rad/s) -0.53 1.02 -1.26 0.29 1.07 -0.43 
Ace (rad/s^2) -10.20 12.94 -13.47 12.42 15.91 2.89 
Preal (Nm) -306.64 220.43 -265.40 24.21 30.06 -2.79 
Tabla 6.3: Estado de las variables en seis instantes de tiempo 




Tras aplicar la ecuación (5.9) para resolver el sistema con el método de los mínimos cuadrados 
amortiguados, no ha sido posible hallar ninguna solución ya que los resultados tienden a 
infinito. Esto es debido a que la matriz Yeval formada tras evaluar la matriz Y en los seis 
instantes de tiempo es únicamente de rango 15, y el número de incógnitas es 37, muy superior 
al rango de la matriz. Por este motivo ha sido necesario recurrir a la técnica II para identificar 
los parámetros.  
En el fichero “ModeloDinamico” en la carpeta /Modelo Dinamico Matlab/  se encuentra la matriz 
Y, el vector de parámetros baricéntricos PI, la matriz Yeval, el vector de pares correspondiente y 
el vector de parámetros resultante tras aplicar la ecuación (5.9). Consultar Anexo A. 
 
6.3.2. Técnica II 
En primer lugar se han determinado las masas y la distancia de los centros de masas 
evaluando directamente las ecuaciones del movimiento en diferentes posiciones estáticas. 
Después de fijar estos parámetros, se ha impuesto la misma trayectoria q0 en cada articulación 
una a una dejando el resto quietas. De esta forma se ha determinado una buena aproximación 
de los parámetros. 
Posiciones estáticas: determinación de las masas y los centros de masas 
Para llevar el robot a una posición concreta, se ha implementado el esquema de control de 
posición cerrado visto en 6.1.1 en las opciones 1, 2 y 3 del menú movimiento.  
Tras posicionar el manipulador en una configuración concreta, se realiza una lectura de todos 
los sensores para obtener el estado del robot. En estas condiciones, el único término del 
sistema dinámico en (4.38) no nulo es el vector G, ya que el par aplicado por el motor es 
constante y únicamente compensa la gravedad. De esta forma los parámetros inerciales no 
juegan ningún papel y únicamente influyen las masas de los tramos y las distancias de los 
centros de masas.   
  




La figura 6.9 muestra el robot con la articulación 1 a -50 grados y la 2 a +90 grados: 
 
 
Figura 6.13: Robot en posición +90 grados en la articulación 2 
 
Para poder mantener el robot en esta posición y con velocidad y aceleración nulas la 
articulación 2, 3 y 5 deben aplicar un par negativo para compensar únicamente la fuerza de la 
gravedad. En estas condiciones los únicos factores que intervienen en las ecuaciones del 
movimiento son las masas de los tramos y las distancias a los centros de masas. De esta 
posición se extraen 3 ecuaciones correspondientes a los pares 2, 3 y 5.  
Hay que tener en cuenta que las articulaciones 1 y 6 no se ven sometidas a la gravedad y no 
es posible extraer ninguna ecuación. Para la articulación 4 teóricamente es posible extraer una 
ecuación, ya que el centro de masas no está alineado con el eje. No obstante la distancia es 
tan pequeña que no es suficiente para determinar estos parámetros.  




Art 1 Art 2 Art 3 Art 4 Art 5 Art 6 
Pos. 1 
Pos (rad) 0,00 0,00 0,00 0,00 0,00 0,00 
Preal (Nm) -4,45 -1,20 -1,10 0,89 0,97 0,06 
Pos. 2 
Pos (rad) -0,87 0,78 0,00 0,00 0,00 0,00 
Preal (Nm) -4,75 -118,87 -23,79 0,53 -1,33 0,76 





Pos (rad) -0,87 0,78 -1,57 0,00 0,00 0,00 
Preal (Nm) -4,00 -68,91 23,63 -0,30 1,19 0,66 
Pos. 4 
Pos (rad) -0,87 -0,78 -1,57 0,00 0,00 0,00 
Preal (Nm) -3,05 93,16 24,18 -0,77 1,26 0,67 
Pos. 5 
Pos (rad) -0,87 -0,78 -1,57 0,00 0,00 0,00 
Preal (Nm) -3,05 98,16 24,18 -0,77 1,26 0,67 
Pos. 6 
Pos (rad) -0,87 0,78 -0,79 0,00 0,00 0,00 
Preal (Nm) -7,95 -79,30 0,24 0,45 0,23 0,70 
Pos. 7 
Pos (rad) -0,87 1,57 -1,57 0,00 0,00 0,00 
Preal (Nm) -3,11 -134,39 -1,44 0,27 0,06 0,71 
Pos. 8 
Pos (rad) -0,87 0,79 1,57 0,00 0,00 0,00 
Preal (Nm) -2,71 -116,87 -26,61 1,45 0,58 0,71 
Pos. 9 
Pos (rad) 0,00 0,00 0,00 1,57 0,00 0,00 
Preal (Nm) 2,66 -0,43 -0,21 0,73 0,20 0,63 
Pos. 10 
Pos (rad) 0,00 0,00 0,00 1,57 -1,57 0,00 
Preal (Nm) 4,38 0,43 -0,55 2,58 1,31 -0,07 
Pos. 11 
Pos (rad) 0,00 0,00 0,00 1,57 -1,57 4,71 
Preal (Nm) 1,58 -0,43 -0,35 2,64 1,44 0,30 
Pos. 12 
Pos (rad) 0,00 1,57 0,00 0,00 0,00 0,00 
Preal (Nm) -8,31 -174,06 -47,05 -0,80 -1,52 -0,20 
Pos. 13 
Pos (rad) -0,87 1,57 0,00 0,00 0,00 0,00 
Preal (Nm) -4,27 -172,18 -47,45 -0,72 -2,51 -0,28 
Pos. 14 
Pos (rad) -0,87 0,00 1,57 0,00 0,00 0,00 
Preal (Nm) -3,98 -41,05 -40,89 -0,78 -2,50 -0,25 
Pos. 15 
Pos (rad) -0,87 0,00 0,00 0,00 1,57 0,00 
Preal (Nm) -3,53 -1,40 -1,86 -1,86 -1,30 -0,25 
Pos. 16 
Pos (rad) 0,00 0,00 -1,57 0,00 0,00 0,00 
Preal (Nm) 2,58 33,70 45,57 -3,18 -2,19 -0,18 
Pos. 17 
Pos (rad) 0,00 0,00 0,00 0,00 -1,57 0,00 
Preal (Nm) 2,33 1,06 1,38 -1,47 1,93 -0,33 
Tabla 6.4: Estado de las variables en 17 posiciones estáticas distintas 
Tras evaluar el modelo con los datos de posición y par real ejercido por los motores, en estas y 
en 17 configuraciones más, y comparando con los datos reales de par, se han reajustado los 
parámetros y tras varias iteraciones se han fijado las masas y las distancias de los centros de 
masas en las siguientes cantidades: 
  










m6=0.26465737   
























Art 1 Art 2 Art 3 Art 4 Art 5 Art 6 
Pos. 1 
PReal (Nm) -4,45 -1,20 -1,10 0,89 0,97 0,06 
PModelo (Nm) 0,00 0,23 0,18 0,00 0,00 0,00 
Error (%) - -119% -116% - -100% - 
Pos. 2 
PReal (Nm) -4,75 -118,87 -23,79 0,53 -1,33 0,76 
PModelo (Nm) 0,00 -107,91 -21,60 0,00 -1,25 0,00 
Error (%) - -9% -9% - -6% - 
Pos. 3 
PReal (Nm) -4,00 -68,91 23,63 -0,30 1,19 0,66 
PModelo (Nm) 0,00 -64,43 21,89 0,00 1,25 0,00 
Error (%) - -7% -7% - 5% - 
Pos. 4 
PReal (Nm) -3,05 93,16 24,18 -0,77 1,26 0,67 
PModelo (Nm) 0,00 107,94 21,62 0,00 1,25 0,00 
Error (%) - 16% -11% - -1% - 
Pos. 5 
PReal (Nm) -3,05 98,16 24,18 -0,77 1,26 0,67 
PModelo (Nm) 0,00 107,94 21,62 0,00 1,25 0,00 




Error (%) - 10% -11% - -1% - 
Pos. 6 
PReal (Nm) -7,95 -79,30 0,24 0,45 0,23 0,70 
PModelo (Nm) 0,00 -86,04 0,28 0,00 0,01 0,00 
Error (%) - 8% 14% - -98% - 
Pos. 7 
PReal (Nm) -3,11 -134,39 -1,44 0,27 0,06 0,71 
PModelo (Nm) 0,00 -121,97 0,22 0,00 0,00 0,00 
Error (%) - -9% -115% - -97% - 
Pos. 8 
PReal (Nm) -2,71 -116,87 -26,61 1,45 0,58 0,71 
PModelo (Nm) 0,00 -108,38 -21,89 0,00 -1,25 0,00 
Error (%) - -7% -18% - -315% - 
Pos. 9 
PReal (Nm) 2,66 -0,43 -0,21 0,73 0,20 0,63 
PModelo (Nm) 0,00 -0,18 -0,06 0,00 0,00 0,00 
Error (%) - -58% -71% - -99% - 
Pos. 10 
PReal (Nm) 4,38 0,43 -0,55 2,58 1,31 -0,07 
PModelo (Nm) 0,00 -0,18 -0,06 0,00 1,76 0,00 
Error (%) - -142% -90% - 34% - 
Pos. 11 
PReal (Nm) 1,58 -0,43 -0,35 2,64 1,44 0,30 
PModelo (Nm) 0,00 -0,18 -0,06 0,00 1,76 0,00 
Error (%) - -58% -84% - 22% - 
Pos. 12 
PReal (Nm) -8,31 -174,06 -47,05 -0,80 -1,52 -0,20 
PModelo (Nm) 0,00 -152,93 -30,74 0,00 -1,76 0,00 
Error (%) - -12% -35% - 16% - 
Pos. 13 
PReal (Nm) -4,27 -172,18 -47,45 -0,72 -2,51 -0,28 
PModelo (Nm) 0,00 -152,93 -30,74 0,00 -1,76 0,00 
Error (%) - -11% -35% - -30% - 
Pos. 14 
PReal (Nm) -3,98 -41,05 -40,89 -0,78 -2,50 -0,25 
PModelo (Nm) 0,00 -30,86 -30,74 0,00 -1,76 0,00 
Error (%) - -25% -25% - -30% - 
Pos. 15 
PReal (Nm) -3,53 -1,40 -1,86 -1,86 -1,30 -0,25 
PModelo (Nm) 0,00 -1,73 -1,61 0,00 -1,76 0,00 
Error (%) - 24% -14% - 36% - 
Pos. 16 
PReal (Nm) 2,58 33,70 45,57 -3,18 -2,19 -0,18 
PModelo (Nm) 0,00 30,61 30,74 0,00 1,76 0,00 
Error (%) - -9% -33% - -181% - 
Pos. 17 
PReal (Nm) 2,33 1,06 1,38 -1,47 1,93 -0,33 
PModelo (Nm) 0,00 1,86 1,98 0,00 1,76 0,00 
Error (%) - 76% 44% - -9% - 
Tabla 6.5: Diferencia entre el par real y el par teórico para las 17 posiciones enstáticas 




Como puede observarse la solución propuesta es coherente con la realidad. No obstante, como 
se dispone de más incógnitas que ecuaciones, el sistema admite varias soluciones y, por lo 
tanto, estos parámetros no son exactos, sino una buena aproximación de la realidad. 
Determinación de los momentos de inercia: 
Una vez fijados los parámetros de masas y centros de masas, se van a determinar los 
momentos de inercia aplicando la trayectoria q0 explicada en 5.1 en cada una de las 
articulaciones por separado con la opción 7 del Menu Movimiento y la trayectoria 10. 
- Articulación 6 (extremo): la figura 6.14  muestra  para esta articulación la posición (magenta), 
velocidad (negro) y aceleración (rojo) reales junto con el par ejercido por el motor (azul):  
 
Figura 6.14: Posición (magenta), velocidad (negro), aceleración (rojo) y par real (azul) de la 
articulación 6 durante la trayectoria q0. 
 
Como se ha explicado en 5.1, en este caso el par debe ser directamente proporcional a la 
aceleración, pero se observa claramente que es proporcional a la velocidad. Es decir, que en el 
caso del extremo del robot, el par ejercido por el motor es casi únicamente para vencer las 
fuerzas de rozamiento y el par ejercido por las fuerzas de inercia es despreciable. Esto es 
debido a que tanto la masa, como la posición del centro de masas, como los momentos de 




inercia del extremo son muy inferiores a los de cualquier otro tramo y, por lo tanto, son 
despreciables para el estudio de la dinámica del robot. Por lo tanto, todos los parámetros de 
inercia del extremo del robot pueden considerarse los mismos que los obtenidos con Solid 
Works, que son prácticamente nulos y únicamente aplicar una ley de fricción viscosa. Por lo 









Y el coeficiente de fricción es: 
 
6µ =2.310234070 
- Articulación 5: La figura 6.15 muestra  para esta articulación la posición, velocidad y 
aceleración reales junto con el par ejercido por el motor tras aplicar la trayectoria q0 en la 
articualción 5: 
 
Figura 6.15: A la izquierda: posición (magenta), velocidad (negro) y aceleración (rojo) durante 
la trayectoria q0 y a la derecha el correspondiente par real (azul), el par filtado (verde) y la 
aceleración (rojo) para la articulación 5. 
 




En este caso se puede observar que el par es directamente proporcional a la aceleración. En 
estas condiciones y despreciando la masa y momentos de inercia del extremo del robot, la 
ecuación correspondiente del par del tramo 5 se reduce a: 
Par5=ddf5 (Il5zz + 0.00649365724174012350) - 1.519969284 sin(f5) 
De esta ecuación se puede determinar directamente el momento de inercia Izz del tramo 5 
evaluando la ecuación con los datos del robot una vez pasado el estado transitorio. Por ejemplo 
si escogemos t=1.732 seg, la posición es 0.9165, la aceleración es de -7.937 rad/s2, y el par 
real que da el motor es de -8.332 Nm. Entonces el momento de inercia es: 
Il5zz=0.8932628197 Kg.m2 
- Articulación 4: La figura 6.16 muestra  para esta articulación la posición, velocidad y 
aceleración reales junto con el par ejercido por el motor tras aplicar la trayectoria q0 en la 
articualción 4: 
 
Figura 6.16: A la izquierda: posición (magenta), velocidad (negro) y aceleración (rojo) durante 
la trayectoria q0 y a la derecha el correspondiente par real (azul), el par filtado (verde) y la 
aceleración (rojo) para la articulación 4. 
 
En este caso al igual que en la articulación 5, el par es directamente proporcional a la 
aceleración. En estas condiciones y utilizando los momentos de inercia calculados de las 
articulaciones 5 y 6, la ecuación del par es: 




Par4=ddf4 (0.00348530547 + Il4zz) 
De esta ecuación se puede determinar directamente el momento de inercia Izz del tramo 4 
evaluando la ecuación con los datos del robot. Por ejemplo si escogemos t=1.724 seg, la 
posición es 0.90, la aceleración es de -7.929 rad/s2, y el par real que da el motor es de -14.628 
Nm. Entonces el momento de inercia es: 
Il4zz=1.839528428 Kg.m2 
- Articulación 3: La figura 6.17 muestra  para esta articulación la posición, velocidad y 
aceleración reales junto con el par ejercido por el motor tras aplicar la trayectoria q0 en la 
articualción 3: 
 
Figura 6.17: A la izquierda: posición (magenta), velocidad (negro) y aceleración (rojo) durante 
la trayectoria q0 y a la derecha el correspondiente par real (azul), el par filtado (verde) y la 
aceleración (rojo) para la articulación 3. 
 
Con los momentos de inercia ya calculados de las articulaciones 4, 5 y 6, la ecuación del par 
es: 
Par3=ddf3 (2.334130256 + Il3zz) - 29.38891397 sin(f3) + 0.2155442314 cos(f3) 
De esta ecuación se puede determinar directamente el momento de inercia Izz del tramo 3 
evaluando la ecuación con los datos del robot. Por ejemplo si escogemos t=1.728 seg, la 




posición es 0.9022, la aceleración es de -7.928 rad/s2, y el par real es de -145.7238 Nm. 
Entonces el momento de inercia es: 
Il3zz=13.14232902 Kg.m2 
- Articulación 2: La figura 6.18 muestra  para esta articulación la posición, velocidad y 
aceleración reales junto con el par ejercido por el motor tras aplicar la trayectoria q0 en la 
articualción 2: 
 
Figura 6.18: A la izquierda: posición (magenta), velocidad (negro) y aceleración (rojo) durante 
la trayectoria q0 y a la derecha el correspondiente par real (azul), el par filtado (verde) y la 
aceleración (rojo) para la articulación 2. 
 
Con los momentos de inercia ya calculados de las articulaciones 3, 4, 5 y 6, la ecuación del par 
es: 
Par2=ddf2 (22.98375495 + Il2zz) - 15.4769313 sin(f2) + 0.2155442314 cos(f2) 
De esta ecuación se puede determinar directamente el momento de inercia Izz del tramo 2 
evaluando la ecuación con los datos del robot. Por ejemplo si escogemos t=1.724 seg, la 
posición es 0.90, la aceleración es de -7.929 rad/s2, y el par real que da el motor es de -203.89 
Nm. Entonces el momento de inercia es: 
Il2zz=2.722361497 Kg.m2 




- Articulación 1: La figura 6.19 muestra  para esta articulación la posición, velocidad y 
aceleración reales junto con el par ejercido por el motor tras aplicar la trayectoria q0 en la 
articualción 1: 
 
Figura 6.19: A la izquierda: posición (magenta), velocidad (negro) y aceleración (rojo) durante 
la trayectoria q0 y a la derecha el correspondiente par real (azul), el par filtado (verde) y la 
aceleración (rojo) para la articulación 1. 
 
Con los momentos de inercia ya calculados de las articulaciones 2, 3, 4, 5 y 6, la ecuación del 
par es: 
Par1=ddf1 (2.970713932 + Il1zz) 
De esta ecuación se puede determinar directamente el momento de inercia Izz del tramo 1 
evaluando la ecuación con los datos del robot. Por ejemplo si escogemos t=1.724 seg, la 
posición es 0.911, la aceleración es de -7.929 rad/s2, y el par real es de -328.84 Nm. Entonces 
el momento de inercia es: 
Il1zz=38.46055733 Kg.m2 
Tras aplicar los parámetros encontrados a las ecuaciones simbólicas ya se dispone del modelo 
del robot Stäubli TX90. En el fichero “ModeloDinamicoTX90” se encuentran los modelos ya 
evaluados con los parámetros en las variables tauNEeval y tauLeval correspondientes a los 
modelos de Newton-Euler y Lagrange. Consultar Anexo A. 




6.3.3. Par Teórico vs. Par Real 
Llegados a este punto ya se puede simular el comportamiento teórico del robot al aplicarle 
cualquier trayectoria. Tras evaluar el modelo teórico obtenido con la trayectoria q0 expuesta en 
el apartado 5.3.1 se ha realizado una comparativa entre el par teórico obtenido tras evaluar el 
modelo y el par real medido por el sensor: 
- Articulación 6 (extremo): 
 La figura 6.20 muestra el par teórico (verde) y el par real (azul). En la gráfica de la izquierda el 
par es directamente la medida del sensor, y para reducir el ruido en la gráfica de la derecha se 
puede observar el mismo par tras aplicarle un filtro mediana:  
 
Figura 6.20: A la izquierda, par teórico (verde) vs. par real (azul) y a la derecha, par teórico 
(verde) y par real tras aplicarle un filtro mediana para la articulación 6 (azul). 
  




- Articulación 5:  
 
Figura 6.21: A la izquierda, par teórico (verde) vs. par real (azul) y a la derecha, par teórico 
(verde) y par real tras aplicarle un filtro mediana para la articulación 5 (azul). 
 
- Articulación 4: 
 
Figura 6.22: A la izquierda, par teórico (verde) vs. par real (azul) y a la derecha, par teórico 
(verde) y par real tras aplicarle un filtro mediana para la articulación 4 (azul). 
  




- Articulación 3:  
 
Figura 6.23: A la izquierda, par teórico (verde) vs. par real (azul) y a la derecha, par teórico 
(verde) y par real tras aplicarle un filtro mediana para la articulación 3 (azul). 
 
- Articulación 2:  
 
Figura 6.24: A la izquierda, par teórico (verde) vs. par real (azul) y a la derecha, par teórico 
(verde) y par real tras aplicarle un filtro mediana para la articulación 2 (azul). 
  




- Articulación 1: 
 
Figura 6.25: A la izquierda, par teórico (verde) vs. par real (azul) y a la derecha, par teórico 
(verde) y par real tras aplicarle un filtro mediana para la articulación 1 (azul). 
 
Como se puede observar los parámetros obtenidos son una buena aproximación de la realidad. 
De todas formas hay que tener en cuenta que el modelo no tiene en cuenta todos los factores 
que influyen en la dinámica real del robot y, por lo tanto, puede haber diferencias entre el 
modelo y la realidad en algunos casos. 
Otra conclusión importante tras analizar todas las señales de par es que los momentos de 
inercia identificados son mucho más elevados que los obtenidos en Solid Works. Esto es 
debido a que en Solid Works los tramos se han considerado como solidos rígidos, y en realidad 
son carcasas que contienen los motores y otros elementos desconocidos, ya que no se conoce 
la arquitectura interna del robot. Aun así son sorprendentemente elevados, pero son 
coherentes con la realidad. 
 
  









7. Presupuesto e Impacto Ambiental 
7.1. Presupuesto 
Este presupuesto tiene en cuenta todos los aspectos necesarios para la elaboración de este 
proyecto. El primero, recogido en el apartado 7.1.1, es el presupuesto para poder obtener el 
hardware y el software necesarios para el análisis dinámico y la experimentación. 
El segundo aspecto es el del gasto derivado del desarrollo del análisis, incluyendo las horas de 
dedicación de todos los involucrados. 
 
7.1.1. Equipo 
La tabla 7.1 muestra los precios de mercado del hardware utilizado y de las licencias de 
software comerciales: 
 
Hardware + Software Precio 
Robot TX90 + Controlador CS8C 36.000 € 
PC de sobremesa  800 € 
Maple 2.280 € 
Matlab 2.000 € 
Solid Works 2.800 € 
Licencia Tornado 3.200 € 
TOTAL 47.080 € 
Tabla 7.1: Coste del equipo para el desarrollo del proyecto 
 
7.1.2. Investigación y desarrollo 
La inversión en investigación y desarrollo para este proyecto es algo más dificil de determinar, 
ya que está concebido desde el punto de vista académico. Se asume en este apartado que el 
grupo de trabajo está formado por un ingeniero dedicado al estudio teórico, la implementación y 
la programación. Se considera también que este equipo ha trabajado durante medio año 




haciendo semanas de 40 horas. Esto hace un total aproximado de 960 horas. El gasto en 
personal para la parte de I+D queda recogido en el la tabla 7.2: 
 
Puesto Horas Precio/hora Precio 




Tabla 7.2: Coste en I+D para el desarrollo del proyecto 
 
7.2. Impacto Ambiental 
El impacto ambiental de este proyecto es bastante reducido ya que se trata de un proyecto de 
investigación, más que orientado a la producción a gran escala. Se analizarán los residuos que 
genera la plataforma hardware utilizada así como la energía consumida durante el proyecto en 
forma de electricidad. 
 
7.2.1. Residuos 
Los componentes utilizados para este proyecto son el robot, el controlador y varios PCs. 
El robot y el controlador son recomprados por la casa Stäubli cuando dejan de ser necesarios. 
Al haber sido utilizados para tareas de investigación, en las cuales no se les aplica una gran 
carga de trabajo, estos robots pueden ser utilizados aún para aplicaciones industriales. 
Los componentes de los dispositivos electrónicos de este tipo deben ser recogidos, según el 
Real Decreto 208/2005 vigente en España desde Agosto de 2005, por los fabricantes, 
vendedores y distribuidores de los mismos. Para ello, dichos dispositivos deben ser 
depositados en los llamados ’puntos limpios’. En cualquiera de los casos, el reciclaje de los 
componentes de un PC no resulta nada sencillo. Aproximadamente el 45% de un ordenador 
está formado por plástico y silicio, materiales difíciles de reciclar. El 20% es hierro y aluminio, el 
cual si es fácil de reciclar, pero la disposición en la que se encuentran hace muy difícil su 
extracción. Además de estos, es frecuente encontrar en los circuitos componentes tóxicos 
como plomo, arsénico o mercurio, los cuales deben tratarse adecuadamente. 




La celda de seguridad está construida con barras de aluminio y placas de metacrilato. De estos 
el metacrilato es el más difícil de reciclar, pero puede ser reciclado igualmente. El reciclaje del 
aluminio resulta muy fácil e incluso energéticamente más barato que obtener aluminio nuevo. 
 
7.2.2. Consumo energético 
A lo largo del proyecto lo único que se consume es electricidad. La tabla 7.3 muestra los 
consumos de cada componente y la energía total consumida. Para calcular el total de energía 
consumida se tiene en cuenta la duración total del proyecto en horas y un factor de carga que 
representa aproximadamente la proporción de tiempo que cada dispositivo se encuentra 
encendido: 
 
Aparato Consumo Carga Consumo total 
PC 120W 1 120 kWh 
Robot 2kW 0,2 400 kWh 
Tabla 7.3: Consumo energético 
Teniendo en cuenta que se utilizan 1 PC, uno por persona, el consumo total de electricidad es: 
120KWh + 400 KWh + 100 KWh = 1220 KWh 
El consumo generado no es muy elevado debido a que no existen procesos que consuman 
energía de forma intensiva. 
  










Tras haber desarrollado un modelo dinámico mediante dos métodos distintos y disponer de 
datos reales con los que poder contrastar los resultados, se ha podido establecer la base para 
poder comparar los modelos dinámicos teóricos con la realidad del movimiento del robot.  
Uno de los objetivos de este proyecto era saber si para realizar un modelo dinámico es 
necesario el método de Lagrange o Newton-Euler. En un principio esto puede causar confusión 
ya que las ecuaciones que se plantean son completamente distintas. Tras haber desarrollado 
estos dos métodos se ha visto que los dos llegan al mismo resultado y que es indiferente el uso 
de uno u otro. Sin embargo, las ecuaciones de Newton-Euler comprenden menos términos y 
por lo tanto, en casos que sea necesario minimizar el tiempo de cómputo, son más 
recomendables frente a las de Lagrange. 
Otra conclusión es la complejidad de establecer un modelo sin disponer de los parámetros 
dinámicos reales.  Gracias a las técnicas CAD es posible determinar una buena aproximación 
de los parámetros, pero es necesario conocer la geometría exacta de todos los sólidos que 
forman un tramo, así como los materiales de los que están formados. Además existen varias 
técnicas de identificación de los parámetros. Algunas de ellas, como la técnica I desarrollada 
para este proyecto, es difícil de poner en práctica. Por este motivo no ha sido posible la 
identificación de parámetros con este método, pero representa una introducción en las técnicas 
de identificación de parámetros. Por otro lado aplicando la técnica II se han podido identificar 
ciertos parámetros y se ha observado que los tensores de inercia obtenidos con Solid Works no 
están en línea con los identificados directamente del modelo, mientras que las posciones del 
cdm y las masas son una buena aproximación. 
Mediante la programación offline de robots industriales es posible generar cualquier tipo de 
movimiento mediante un programa escrito en C, ya que permite un control absoluto de todas 
las variables del robot. Esto resulta de gran interés ya que esta técnica de programación es 
aplicable a cualquier robot industrial que se pueda encontrar en una planta de producción.  
Tras haber establecido el modelo dinámico y contrastarlo con los datos reales, se ha visto que 
este modelo dinámico no abarca todos los efectos que actúan sobre el manipulador, pero 
representa la base sobre la que se pueden establecer modelos más complejos.  
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A. Contenido de los ficheros del proyecto 
En este anexo se detallan todos los ficheros usados para el proyecto. Se dividen en 6 carpetas 
y el contenido de cada una de ellas es: 
Modelo Dinamico Maple: 
Contiene los 3 archivos en Maple para el cálculo de las ecuaciones del movimiento 
presentados en el anexo A, y son: 
- LagrangeTX90.mx: Modelo de Lagrange del TX90 
- Newton-Euler.mx: Modelo de Newton-Euler del TX90 
- LagrangeTX90.mx: Obtención de la matriz Y del sistema linealizando las ecuaciones 
del modelo de Lagrange. 
Modelo Dinamico Matlab: 
Contiene los 4 archivos de Matlab para el cálculo de las ecuaciones del movimiento expuestos 
en el anexo A, y son: 
- ModeloDinamicoTX90: Contiene todas las ecuaciones del movimiento. Una vez cargado en el 
espacio de trabajo de Matlab, contiene todas las variables con los resultados de los dos 
modelos y del sistema linealizado tanto de manera simbólica (sin aplicar los parámetros), como 
las ecuaciones evaluadas con los parámetros. La siguiente tabla muestra todas las variables 
que contiene: 




Variable    Contenido
BL Matriz de inercias simbólica obtenida con el modelo de Lagrange
BLnum Matriz de inercias obtenida con el modelo de Lagrange tras evaluarla con todos los parámetros
CL Matriz de Coriolis y centrífugas simbólica (Lagrange)
CLnum Matriz de Coriolis y centrífugas obtenida tras evaluarla con todos los parámetros (Lagrange)
GL Vector gravedad simbólico (Lagrange)
GLnum Vector gravedad  tras evaluar con todos los parámetros (Lagrange)
tauL Vector de pares simbólico (Lagrange)
tauLnum Vector de pares simbólico tras evaluar con todos los parámetros (Lagrange)
BNE Matriz de inercias simbólica obtenida con el modelo de Newton-Euler
BNEnum Matriz de inercias obtenida con el modelo de Newton-Euler tras evaluarla con los parámetros
GNE Vector gravedad simbólico (NE)
GNEnum Vector gravedad  tras evaluar con todos los parámetros (NE)
tauNE Vector de pares simbólico (NE)
tauNEnum Vector de pares simbólico tras evaluar con todos los parámetros (NE)
Y Matriz Y del sistema obtenida mediante la linealización del sistema (técnica identifcación I)
Yeval Matriz Yeval obtenida tras evaluar la matriz Y en seis instantes de tiempo (técnica identifcación I)
PAR Vector de pares medidos (técnica identifcación I)
PI Vector simbólico que contiene todos los parámetros baricéntricos (técnica identifcación I)
 
Tabla A.1: Contenido del fichero “ModeloDinamicoTX90” 
 
- Experimento Técnica I: Contiene variables con todos los datos de la experimentación 
expuesta en 6.3.1. En el se encuentran las señales completas de las trayectorias, los pares 
medidos con el sensor y filtrados. Las variables que contiene son: 
Variables    Contenido
q1 a q6 Posición real q1 a q6 (figuras 6.8 y 6.9) 
dq1 a dq6 Velocidad real (figuras 6.8 y 6.9) 
ddq1 a ddq6 Aceleración real(figuras 6.8 y 6.9) 
par1 a par6 Par real medido con el sensor  (figura 6.11)
par1b a par6b Par real medido con el sensor tras aplicarle un filtro mediana (figura 6.11)
sqt1 a sqt6 Posición reórica q1 a q6 (figuras 6.8 y 6.9) 
sdqt1 a sdqt6 Velocidad teórica (figuras 6.8 y 6.9) 
sddqt1 a sddqt6 Aceleración teórica (figuras 6.8 y 6.9) 
tiempo Vector de tiempo para graficar las señales
tiempo2 Vector de tiempo para graficar las señales de par teórico
 
Tabla A.2: Variables del fichero “ExperimentoTecnicaI” 
 




- Experimento Técnica II: Contiene variables con todos los datos de la experimentación 
expuesta en 6.3.2. En el se encuentran las señales completas de las trayectorias, los pares 
medidos con el sensor y filtrados. Las variables que contiene son. 
Variables    Contenido
q1 a q6 Posición real q1 a q6 (figuras 6.14 a 6.19) 
dq1 a dq6 Velocidad real (figuras 6.14 a 6.19) 
ddq1 a ddq6 Aceleración real (figuras 6.14 a 6.19) 
par1 a par6 Par real medido con el sensor  (figuras 6.14 a 6.19) 
par1b a par6b Par real medido con el sensor tras aplicarle un filtro mediana (figuras 6.14 a 6.19) 
sqt1 a sqt6 Posición teórica q1 a q6 (figura 5.1). Todas son la misma trayectoria q0
sdqt1 a sdqt6 Velocidad teórica q1 a q6 (figura 5.1). Todas son la misma trayectoria dq0
sddqt1 a sddqt6 Aceleración teórica q1 a q6 (figura 5.1). Todas son la misma trayectoria ddq0
tiempo Vector de tiempo para graficar las señales
tiempo2 Vector de tiempo para graficar las señales de par teórico
 
Tabla A.3: Variables del fichero “ExperimentoTecnicaII” 
 
- ParametrosTX90.m: script de matlab con todos los parámetros dinámicos y los parámetros de 
fricción. Necesario para evaluar el modelo obtenido en Maple y obtener el modelo que 
únicamente dependa de las variables articulares. 
 
Piezas SolidWorks: 
Contiene los 7 ficheros en formato SolidWorks que representan todos los tramos del robot y el 
conjunto ensamblado, y son: 
- Tramo1 a Tramo6.sldprt: Modelado de las 6 piezas que forman el robot 
- TX90. SLDASM: Conjunto ensamblado 
 
Tornado: 
Contiene todos los ficheros necesarios para compilar el programa con Tornado: el proyecto 
(Staubli_LLI.wpj), el espacio de trabajo (TX90WrkSpc.wsp), y la carpeta programasC con todo 
el código C necesario para compilar el programa (el módulo synchro.c, el módulo TX90.c, el 




archivo de cabecera, el archivo de cabecera de las LLI, y otros necesarios para la correcta 
compilación del programa). Todo ello se explica en el apartado 6.2 y el código comentado se 
encuentra en el anexo B. Además en esta carpeta se encuentra la carpeta release, que el 
programa Tornado busca por defecto para guardar el ejecutable una vez compilado el 
programa, el archivo cs8.out, que junto con los ficheros de carga se deben montar en un USB 
para arrancar el robot desde la memoria flash. 
Ficheros Carga USB: 
Contiene todos los ficheros necesarios para arrancar el robot desde la memoria flash. Para 
usarlo se deben copiar la carpeta /boot/ con las tres subcarpetas (sys, log y usr) en un USB 
vació, introducirlo en el controlador y arrancarlo. Automáticamente detecta el fichero “cs8.out” 
que se encuentra en la carpeta /sys/ y arranca desde el USB con el programa “cs8.out”  
compilado con Tornado. 
 
Memoria y Anexos: 






























B. Modelado dinámico con Maple 
En este anexo se incluye el código en Maple utilizado para realizar el modelo dinámico. Se han 
incluido comentarios así como referencias a todas las ecuaciones usadas explicadas en el 
apartado 4.  
B.1. Método de Lagrange 
A continuación se explica paso a paso el código en Maple utilizado para realizar el modelo de 
Lagrange que se encuentra en el fichero “LagrangeTX90.mx”.  
Inicio 
- Incluye biblioteca LinearAlgebra (para el cálculo matricial) y resetea variables: 
 
Matrices de transformación: 
A continuación se construyen las matrices de transformación presentadas en el apartado 3.2. 
de cinemática. Se construyen a partir de los vectores que posicionan los tramos y las matrices 
de rotación: 








- Matrices de rotación del tramo i al tramo i+1: 
 















- Inversas de las matrices de rotación (igual a traspuestas) 
 
Centros de masas: 
- Vectores que posicionan los centros de gravedad del tramo i en la referencia del tramo i:  
 
  




Tensores de inercia: 




- Jacobiano de las velocidades de traslación: la siguiente parte del código calcula el jacobiano 
de las velocidades de traslación según la ecuación (4.6). Además se ha usado la función 











- Jacobiano de las velocidades de rotación: se calcula para cada tramo según la ecuación (4.7), 















- Aportación de la energía cinética de traslación: una  vez calculados los jacobianos, se 
procede al cálculo de la energía cinética correspondiente a la traslación de cada tramo según la 








- Aportación de la energía cinética de rotación: al igual que la de traslación, se calcula por 













Matriz de masas:  
Para calcular la matriz de masas se deben sumar la aportación de todos los tramos de la 




En primer lugar se define el vector gravedad, que corresponde a aplicar en el eje z de la base 
frame en sentido negativo el valor de la gravedad (9.81 m/s2). Para el cálculo de la energía 
potencial se hace  según la ecuación (4.13), en la que se calculan uno a uno todos los 













Matriz de Coriolis y Centrífugas 
- Símbolos de Christoffel de 1er orden: en primer lugar se definen 6 matrices para guardar los 












La siguiente parte del código calcula los coeficientes según (4.21) y los guarda en las seis 
matrices C1 hasta C6. 
 




- Matriz C: Una vez se tienen todos los coeficientes, se calcula la matriz C sumando los 
componentes de las matrices C1 a C6 multiplicado por las velocidades, como se indica en la 
ecuación (4.20).   
 
 
Ecuaciones del movimiento 
Llegados a este punto ya se tienen todas las matrices que definen el sistema: la matriz de 
inercias (B), la matriz de centrífugas y coriolis (C) y el vector gravedad (G). Entonces para 























B.2. Método de Newton-Euler 
En este anexo se incluye el código en Maple del archivo “NewtonEulerTX90.mx” con todos los 
pasos comentados y las referencias a las ecuaciones usadas.  
Inicio: 
- Incluye biblioteca LinearAlgebra (para el cálculo matricial) y resetea variables: 
 
Matrices de transformación: 
A continuación se construyen las matrices de transformación expuestas en el apartado 3.2. y 
se construyen a partir de los vectores que posicionan los tramos y las matrices de rotación: 
- Vectores de posición del tramo i al tramo i+1: 
 
  




- Matrices de rotación del tramo i al tramo i+1: 
 
 
- Matrices de transformación del tramo i al tramo i+1: 
 
 










- Inversas de las matrices de rotación (igual a traspuestas) 
  
Centros de masas: 









Tensores de inercia: 




Aceleración en el origen: 
- Inclusión de las fuerzas de gravedad en base {0}: en este caso se define como positiva, al 









Extremo libre y base del robot: 
- Como no hay fuerzas actuando en el efector final, tenemos que: 
 
Iteraciones Salientes: 
- A continuación se realizan las iteraciones salientes hacia afuera, del vínculo 1 hasta el vínculo 
6. En todas las fórmulas se ha usado la siguiente notación para simplificar respecto la notación 


















































- Vínculo 1: Comienza la iteración. En el primer vínculo se simplifican algunas ecuaciones ya 
que la base no se mueve (w0 = dw0 = 0). La siguiente parte del código implementa las 
ecuaciones (4.26), (4.27), (4.28) y (4.29). Por último para calcular la fuerza y el momento 
aplicado sobre los vínculos (Fii y Nii) se ha realizado implementando las ecuaciones (4.30) y 
(4.31). Esto se realiza iterativamente para todos los vínculos del robot, empezando por la base 
hasta el extremo. 
 
 
- Vínculo 2: 
 





Las ecuaciones de los vínculos siguientes son equivalentes a las del vínculo 2. 
 












- Vínculo 5: 
 
 








La siguiente parte del código implementa las ecuaciones vistas en el apartado 4.3.4, y se 
corresponde con las ecuaciones (4.35) y (4.36): 
- Vinculo 6: 
 




El procedimiento para el cálculo del resto de articulaciones es análogo, y se realiza 
iterativamente desde el extremo hasta la base.  

































Matriz de Inercias y ecuaciones del movimiento: 
- Ecuaciones del movimiento: 
Para calcular el vector de pares únicamente hay que formar el vector de par con las ecuaciones 








- Identificación de términos para construir la matriz de inercias: 
Una vez se tiene las ecuaciones del movimiento, se pueden identificar los términos que 
acompañan las aceleraciones angulares (ddfi) para formar la matriz de inercias.  
 





- Identificación de términos del vector gravedad: 
Al igual que la matriz de inercias, se puede identificar el vector gravedad de las ecuaciones del 









B.3. Linealización de parámetros en el método de Lagrange 
El programa diseñado para linealizar las ecuaciones del movimiento y reescribirlas en 
función de los parámetros baricéntricos se encuentra en la carpeta /Modelo Dinamico 
Maple/ en el fichero “LagrangeTX90Param.mx”. Este programa es igual que el utilizado 
para el modelado con las ecuaciones de Lagrange añadiendo dos fragmentos de 
código para realizar el cambio de variables y reescribir el sistema. En este anexo solo 
se incluye la parte del programa que es diferente a la presentada en el anexo B.1. 
Propiedades de linealidad de parámetros en B 
- La siguiente parte del código entra uno a uno en todos los componentes de la matriz de 
inercias y agrupa los parámetros según las ecuaciones vistas en el apartado 5.3.2, formando 
unos nuevos parámetros (baricéntricos) respecto los que existe linealidad. Esta parte del 
programa explota las propiedades de linealidad de los parámetros. Para ello realiza varios 
cambios de variables con la función algsubs(). La función expand() se usa para expandir una 
expresión de manera que no quede ningún paréntesis, ya que de lo contrario puede ser que 
algsubs() no consiga identificar las variables en la forma necesaria para realizar la sustitución. 
Para evitar que no quede ninguna variable sin sustituir se aplica varias veces las sustituciones. 
Una vez reescrito el sistema con las nuevas variables se identifican los términos que las 
acompañan mediante la función coeff(), que devuelve el coeficiente de una expresión que 
multiplica una variable dada. De esta forma se puede reescribir toda la ecuación en función 
únicamente de las nuevas variables.  
Primero crea una matriz auxiliar, copia la matriz de inercias original y entra uno a uno en todos 
los componentes y los guarda en la variable temp. Después realiza una serie de operaciones 



























La siguiente parte del programa identifica de la ecuación temp los coeficientes que 
acompañana los parámetros baricéntricos: 
 
 






Una vez formados los vectores con los parámetros baricéntricos se reescribe la ecuación 
original como los parámetros identificados por el vector de parámetros: 






- Una vez linealizado todo el sistema para hayar la matriz Y del sistema, se identifican los 
términos que acompañan los parámetros lineales mediante la función coeff() de los 
componentes del vector de par. De esta forma se puede construir la matriz Y y el vector PI. 
Primero se entra uno a uno en los componentes del vector de par, se guarda el valor en la 
variable auxiliar temp y se identifican uno a uno todos los coeficientes que acompañan los 
parámetros baricéntricos. Por último se reescribe el sistema con la matriz Y. 



















Por último se forma la matiz Y con todas las matrices obtenidas de cada componente del vector 


















C. Código C del programa del controlador 
C.1. Archivo de cabecera 
En el fichero de cabecera se definen todas las constantes usadas en los módulos TX90.c y 














#define ERRORPOS 0.0001 
#define NUMCORTE 40 
#define LONGFICH 2501 
 
#define VELMAX1   6.98    //Velocidad maxima de articulacion 1 (rad/s) 
#define VELMAX2   6.98    //Velocidad maxima de articulacion 2 (rad/s) 
#define VELMAX3   6.98    //Velocidad maxima de articulacion 3 (rad/s) 
#define VELMAX4   8.725    //Velocidad maxima de articulacion 4 (rad/s) 
#define VELMAX5   7.85    //Velocidad maxima de articulacion 5 (rad/s) 
#define VELMAX6   12.215    //Velocidad maxima de articulacion 6 (rad/s) 
 
#define DT       0.004  //Periodo de muestreo (s) 
 
#define PI       3.14159265358979323846264 
#define TORAD    (PI / 180.0) 
#define TODEG    (180.0 / PI) 
 
 
#define MAX_NB_JNT  6 
#define SCARA_LINEAR_JNT 2 
#define CYCLES_NBR   1250 
 
#define _RAD_TO_DEG   (180.0 / PI) 
#define _DEG_TO_RAD   (PI / 180.0) 
#define _M_TO_MM   (1000.0) 
#define _MM_TO_M   (0.001) 
#define _MAX_NB_JOINT   (6) 
 
#define S_SMALL_FLOAT  (1.e-5) 
#define S_VERY_SMALL_FLOAT (1.e-10) 
#define S_PI   PI 
 
#endif //_TEST_H_ 




C.2. Módulo TX90.c 
Este módulo contiene la función principal, el Menu Principal y otras funciones necesarias para 
la inicialización del robot. En este anexo se incluye solo la parte de código creada para este 
proyecto o con modificaciones respecto el ejemplo, y las otras funciones que vienen en el 
programa ejemplo se dejan indicadas. Además se explica en orden cronológico, al contrario 
que como se escribe en TX90.c. 
 
// ---------------------------------------------------------------------- 
// Funcion Principal: CS8_Start es la funcion principal. SI se trabaja 
sobre Windows llama a main(). En nuestro caso llama a CS8_start, que 
realiza una llamada a la funcion test, y esta llama a testControl 
------------------------------------------------------------------------- 
void CS8_start(const char* x_pathSys,const char* x_pathUsr,const char* 
x_pathLog) 
{ 




// test: Esta funcion realiza un test de cinetica y llama a testControl         
// ------------------------------------------------------------------------ 
void test(const char* x_pathSys,const char* x_pathUsr,const char* 
x_pathLog) 
{ 




// testControl: viene a ser la funcion principal. En realidad la funcion 
// main realiza una llamada a la funcion test y esta realiza  
// una llamada a testControl, que es desde la que se inicia todo 
// ------------------------------------------------------------------------ 
void testControl (const char* x_pathSys,const char* x_pathUsr,const char* 
x_pathLog) 
{ 
 SEM_ID  l_isrSemId; 
 unsigned int l_jntNb; 
 LLI_State  l_state; 
 
 // Crea semaforo binario 
 l_isrSemId = createSemB(); 
 if (l_isrSemId == NULL) 
  printf("Error en la construcion del semaforo!!\n"); 
 setIsrSem(l_isrSemId); 
 
 // Llama al constructor de LLI_Robot 
 printf("Construyendo Robot\n"); 
 _robotId = LLI_construct(&isr, x_pathSys, x_pathUsr, x_pathLog); 
 //  Si hay error 




 if (_robotId == NULL) 
  printf("Error en la construccion del robot\n"); 
 else 
  printf("Construccion OK\n"); 
 
 // Obtiene el numero de articulaciones 
 LLI_ioctrl(_robotId, LLI_GET_JNT_NUMBER, &l_jntNb); 
 
 
 // spawn synchronous task (waiting on semaphore) 
 startSynchroTask(l_isrSemId, _robotId,1); 
 
 // initialize robot 
 printf("Inicializando Robot\n"); 
 //  ~IF initialization fails 
 if (LLI_init(_robotId) != LLI_OK) 
  printf("Fallo en la inicializacion\n"); 
 else 









 // run kin test 
 testKin (_robotId, 0); 
 
 //Cinematica Directa 
 CinematicaDirecta(_robotId); 
  
 //Cinematica Directa 
 CinematicaInversa(_robotId);  
  
 // get robot state 
 LLI_state(_robotId, &l_state); 
 // display init state 
 if((l_state.m_initState==LLI_NO_LICENCE)) 
 { 
printf("\t\tNo se encuentra la licencia /sys/configs/options.cfx !!!   
\n"); 





  menu(); 
#else 
  printf("\t\tCtrl-C para acceder VxWorks prompt, despues 
introducir 'menu' y pulsar Intro.\n"); 









// Menu Principal: una vez inicializado el robot se muestra el Menu 
//                 principal desde el que se introducen datos por  




 char l_choice = 0; 
#ifdef VXWORKS 
 int l_stdinOptions = ioctl(STD_IN, FIOGETOPTIONS, 0); 
 if((l_stdinOptions & OPT_LINE)!=0) 
  ioctl(STD_IN, FIOSETOPTIONS, (l_stdinOptions & (~OPT_LINE))); 
#endif 
 // ~DO  
 while((_robotId != NULL)&&(l_choice != 'q')) 
 { 
  // Print menu 
  printf("\t\n\n"); 
#ifdef VXWORKS 
  printf("\t\t q:\tQuit menu. Enter 'menu' to start it again\n"); 
#endif 
  printf("\t\t 0:\tParar LLI\n"); 
                printf("\t\t 1:\tEstado del robot\n"); 
                printf("\t\t 2:\tActivar potencia\n"); 
                printf("\t\t 3:\tDesactivar potencia\n"); 
                printf("\t\t 4:\tMenu Movimiento\n"); 
             printf("\t\t 5:\tPlug event function\n"); 
             printf("\t\t 6:\tIoctrl menu\n"); 
             printf("\t\t 7:\tDio menu\n"); 
                printf("\t\t 8:\tConfiguracion COM1\n"); 
                printf("\t\t 9:\tIntroducir ganancias\n"); 
                printf("\t\t a:\tGrabar resultados\n"); 
                printf ("\n\t Seleccion ? "); 
 
  l_choice = getchar(); 
  fflush (stdin); 
  printf ("\n\n"); 
 
  //  
  switch (l_choice) 
  { 
   case '0': _stop(&_robotId);      break; 
   case '1': _state(_robotId);      break; 
   case '2': _enable(_robotId);     break; 
   case '3': _disable(_robotId);     break; 
            case '4': _MenuMovimiento(_robotId);     break; 
   case '5': _plugEventFunc(_robotId);   break; 
   case '6': _ioctrlMenu(_robotId);     break; 
   case 'q':  
#ifndef VXWORKS 
    l_choice = 0; 
#endif 
    break; 
   default: break; 
  }  
 } 











// Funcion ejemplo para utilizar las funciones de las LLI para el calculo 
de  
// la cinematica directa. Se llama al iniciar el programa principal como 
ejemplo 

















// Funcion de las LLI para el calculo de la cinematica 






printf("\nl_target.m_px  (m)     :%lf",l_target.m_px); 
printf("\nl_target.m_py  (m)     :%lf",l_target.m_py); 
printf("\nl_target.m_pz  (m)     :%lf",l_target.m_pz); 
printf("\nl_target.m_nx (rad)    :%lf",l_target.m_nx); 
printf("\nl_target.m_ny (rad)    :%lf",l_target.m_ny); 
printf("\nl_target.m_nz (rad)    :%lf",l_target.m_nz); 
printf("\nl_target.m_ox (rad)    :%lf",l_target.m_ox); 
printf("\nl_target.m_oy (rad)    :%lf",l_target.m_oy); 
printf("\nl_target.m_oz (rad)    :%lf",l_target.m_oz); 
printf("\nl_target.m_ax (rad)    :%lf",l_target.m_ax); 
printf("\nl_target.m_ay (rad)    :%lf",l_target.m_ay); 








// Funcion ejemplo para utilizar las funciones de las LLI para el calculo 
de la cinematica inversa. Se llama al iniciar el programa principal como 
ejemplo 




LLI_Config    l_config; 
LLI_Joint    l_jointIn[_MAX_NB_JOINT]; 
LLI_Joint    l_jointOut[_MAX_NB_JOINT]; 
LLI_JointRange   l_jointRange[_MAX_NB_JOINT]; 
LLI_ReversingResult  l_result; 
















//Obtiene el JointRange 
l_stat=LLI_ioctrl (x_rob, LLI_GET_JNT_RANGE, l_jointRange); 
assert (l_stat==LLI_OK); 
 







printf("\nl_jointOut[0] (rad)    :%lf",l_jointOut[0]); 
printf("\nl_jointOut[1] (rad)    :%lf",l_jointOut[1]); 
printf("\nl_jointOut[2] (rad)    :%lf",l_jointOut[2]); 
printf("\nl_jointOut[3] (rad)    :%lf",l_jointOut[3]); 
printf("\nl_jointOut[4] (rad)    :%lf",l_jointOut[4]); 











// _state: Esta funcion llamadas desde el Menu Principal imprime 
//         por pantalla el estado de todas las variables 
// ---------------------------------------------------------------- 




// _enable: Funcion para activar la potencia 
// ---------------------------------------------------------------- 




// _disable: Funcion para desactivar la potencia 
// ---------------------------------------------------------------- 




// _setTorqueMode: Funcion para activar el modo par 
// ---------------------------------------------------------------- 




// _setPosVelMode: Funcion para activar el modo posicion-velocidad 
// ---------------------------------------------------------------- 




// _ioctrlMenu: Menu para acceder a opciones de configuracion 
// ---------------------------------------------------------------- 
static void _ioctrlMenu(LLI_RobotId x_robotId) 
{…} 
// ---------------------------------------------------------------- 
// _stop: opcion para finalizar las LLI 
// ---------------------------------------------------------------- 








C.3. Módulo synchro.c 
Este módulo es el encargado de gestionar la tarea de control. Contiene variables globales que 
controlan las tareas, la tarea síncrona “_synchro”, el menú movimiento “MenuMovimiento”, y 
otras desarrolladas para los movimientos y presentadas en este anexo. Además en el fichero 
synchro.c hay definidas más funciones para la gestión  y sincronización de tareas que se han 
mantenido intactas respecto el programa de ejemplo por este motivo no figuran en este anexo. 
 
//Variables globales 
char        mode; 
char        movimiento; 
double      velocidad; 
double      amplitud; 
int         numlink; 
double      tiempo; 
int         tipo; 
double      consignapos; 
int         numiteraciones; 
double      posrel; 
double      espacio; 
double      posicioninicial; 
int         conta1; 
int         conta2; 
int         conta3; 
int         conta5; 
int         conta6; 
int         conta7; 
int         conta8; 
int         conta9; 
int         contan; 
int         num; 
int         num2; 
double      Kp; 
double      consignas[5]; 
double      contadores[5]; 
double      posini[5]; 
double      senyales[5]; 
double      velocidades[5]; 
double      amplitudes[5]; 
















// _SynchroData structure: para acceder a las variables del robot 
// ------------------------------------------------------------------------ 
typedef struct __SynchroData 
{ 
        LLI_RobotId  m_robotId; 
        SEM_ID   m_semId; 
        LLI_JointCmd  m_cmd[MAX_NB_JNT]; 
        LLI_JointFbk  m_fbk[MAX_NB_JNT]; 
        int    m_synchroTaskId; 
        double   m_cycleTime;  
        int    m_algo; 
        unsigned int     m_nbJnt; 
} _SynchroData; 
static _SynchroData  _synchData; 
 
 
// Esta función resetea todas las variables y activa el modo reposo 
// Se llama al finalizar cualquier movimiento 
void Reset(void){ 
 
    int i; 
 
    mode='U'; 
    movimiento='n'; 
    velocidad=0.0; 
    amplitud=0; 
    numlink=1; 
    tiempo=0.0; 
    tipo=1; 
    consignapos=0.0; 
    numiteraciones=0; 
    posrel=0.0; 
    espacio=0.0; 
    posicioninicial=0; 
    conta1=1; 
    conta2=0; 
    conta3=0; 
    conta5=1; 
    conta6=1; 
    conta7=1; 
    conta8=0; 
    conta9=0; 
    contan=0; 
    num=0; 
    num2=2; 
    Kp=0.0; 
    for (i=0;i<6;i++) 
    { 
        contadores[i]=0.0; 
        consignas[i]=0.0; 
        posini[i]=0.0; 
        senyales[i]=0.0; 
        velocidades[i]=0.0; 
        amplitudes[5]=0.0; 
 




    } 





// Función para inicializar las matrices que guardan las variables durante  




    int i; 
    int j; 
 
    for (i=0;i<LONGFICH;i++) 
    { 
        for (j=0;j<6;j++) 
        { 
            señalpar[i][j]=0.0; 
            señalpos[i][j]=0.0; 
            señalvel[i][j]=0.0; 
        } 
 
    } 




// Esta función permite imprimir por pantalla el estado de las variables  




    int i; 
    int lum; 
    int buffer1; 
    int tum; 
    int tum2; 
 
    printf("Vector pos o par (1=POS,2=PAR, 3=VEL): \n"); 
    scanf("%u", &buffer1); 
    tum=buffer1; 
 
    printf("Numero Articulacion (1-6): \n"); 
    scanf("%u", &buffer1); 
    tum2=buffer1; 
    tum2=(tum2-1); 
 
    if (tum==1) 
    { 
        for (i=0;i<=LONGFICH;i++) 
        { 
            printf("\n\t Pos (%u)=%lf",i,señalpos[i][tum2]); 
        } 
    } 
    if (tum==2) 




    { 
        for (i=0;i<LONGFICH;i++) 
        { 
            printf("\n\t Par (%u)=%lf",i,señalpar[i][tum2]); 
        } 
    } 
    if (tum==3) 
    { 
        for (i=0;i<LONGFICH;i++) 
        { 
            printf("\n\t Vel (%u)=%lf",i,señalvel[i][tum2]); 
        } 




// Función que devuelve el valor de la velocidad de varias trayectorias 
parametrizadas como series de Fourier finitas para un instante discreto de 
tiempo. 
double MovimientoHarmonico(int n,int numov) 
{ 
    if (numov==1) 
    { 











    } 
    else if (numov==2) 
    { 











    } 
    else if (numov==3) 
    { 















    } 
    else if (numov==4) 
    { 











    } 
    else if (numov==5) 
    { 











    } 
    else if (numov==6) 
    { 











    } 
    else if (numov==7) 
    { 















    } 
    else if (numov==8) 
    { 












    } 
    else if (numov==9) 
    { 











    } 
    else if (numov==10) 
    { 












    } 
    else if (numov==11) 
    { 
        return (-
0.000380646252699999978*cos(0.002513274123*n)+0.000380646252699999978*sin(0
.002513274123*n)-













    } 
    else 
    { 












    } 
} 
 
// Función que devuelve el valor de la velocidad de las trayectorias usadas 
para  la identificación  de parametros mediante la tecnica I expuesta en la 
memoria. Estas trayectorias fuerzan mucho los motores y par esto no se han 
hecho accesibles desde el menu movimiento.  
double BMovimientoHarmonico(int n,int numov) 
{ 
    if (numov==1) 
    { 











    } 
    else if (numov==2) 
    { 
















    } 
    else if (numov==3) 
    { 











    } 
    else if (numov==4) 
    { 












    } 
    else if (numov==5) 
    { 












    } 
    else 
    { 





























        double buffer2=0.0; 
        int buffer1=0; 
        int buffer3=0; 
        int confirmacion; 




        printf("\t\n\n"); 
        printf("\t\t\tMENU MOVIMIENTO EN MODO POS y VEL\n"); 
        printf("\t\t 1:\tControl Posicion Cerrado (1 Art)\n"); 
        printf("\t\t 2:\tControl Posicion Cerrado (6 Art)\n"); 
        printf("\t\t 3:\tControl Posicion misma consigna para las 6Art\n"); 
        printf("\t\t 4:\tVelocidad Constante (1 Art)\n"); 
        printf("\t\t 5:\tRampa Velocidad (1 Art)\n"); 
        printf("\t\t 6:\tMovimiento senoidal (1 Art)\n"); 
        printf("\t\t 7:\tMovimiento Series de Fourier (1 Art)\n"); 
        printf("\t\t 8:\tMovimiento Series de Fourier (6 Art)\n"); 
        printf("\t\t 9:\tEscribir señales\n"); 
 
        //VARIABLES GLOBALES 
        //1.Tipo de movimiento 
        printf("\nIntroducir seleccion (1-8)\n"); 
        scanf("%u", &buffer1); 
        tipo= buffer1; 
        getchar(); 
        printf ("\n"); 
 
        switch (tipo) 
        { 
                    case 1: 
                        //Numero de articulaciOn 
     printf("\nIntroducir num de articulacion (1-6)\n"); 
                        scanf("%u", &buffer1); 
                        numlink=buffer1; 




                        getchar(); 
 
                        //Consigna posicion 
                        printf("Introducir consigna posicion (deg): \n"); 
                        scanf("%lf", &buffer2); 
                        consignapos=buffer2; 
 
                        //Kp 
                        printf("Introducir Kp (0.55 aprox): \n"); 
                        scanf("%lf", &buffer2); 
                        Kp=buffer2; 
                        getchar(); 
 
                        //Guarda posicion inicial 
                        posicioninicial=_synchData.m_fbk[numlink-1].m_pos; 
 
                        //CONFIRMAR SELECCION y activa el movimiento 
                        printf("\nï¿½Estas seguro? (1=yes, 2=no/n)\n"); 
                        scanf("%u", &buffer3); 
                        confirmacion=buffer3; 
                        getchar(); 
                        if (confirmacion==1) 
                        { 
                            mode='P'; 
                            tipo=1;                              
                        } 
                        else 
                        { 
                            Reset(); 
                        } 
                    break; 
 
                    case 2: 
                        //Consignas posicion y posiciones inicialescmd 
                        for (i=0;i<6;i++) 
                        { 
                 printf("Introducir consigna posicion %u (deg): \n",(i+1)); 
                            scanf("%lf", &buffer2); 
                            consignas[i]=buffer2; 
                            posini[i]=_synchData.m_fbk[i].m_pos; 
                        } 
 
                        //Kp 
                        printf("Introducir Kp (0.55 aprox): \n"); 
                        scanf("%lf", &buffer2); 
                        Kp=buffer2; 
                        getchar(); 
 
                        //CONFIRMAR SELECCION y activa el movimiento 
                        printf("\nï¿Estas seguro? (1=yes, 2=no/n)\n"); 
                        scanf("%u", &buffer3); 
                        confirmacion=buffer3; 
                        getchar(); 
                        if (confirmacion==1) 
                        { 
                            mode='P'; 




                            tipo=2; 
                        } 
                        else 
                        { 
                            Reset(); 
                        } 
 
                    break; 
 
                    case 3: 
 
                        //Consignas posicion y posiciones iniciales 
 
                        //Consigna posicion 
                        printf("Introducir consigna posicion para todas las 
articulaciones (deg): \n"); 
                        scanf("%lf", &buffer2); 
                        consignapos=buffer2; 
 
                        consignas[0]=-consignapos; 
                        consignas[1]=consignapos; 
                        consignas[2]=-consignapos; 
                        consignas[3]=consignapos; 
                        consignas[4]=-consignapos; 
                        consignas[5]=consignapos; 
 
                        for (i=0;i<6;i++) 
                        { 
                            posini[i]=_synchData.m_fbk[i].m_pos; 
                        } 
 
                        //Kp 
                        printf("Introducir Kp (0.55 aprox): \n"); 
                        scanf("%lf", &buffer2); 
                        Kp=buffer2; 
                        getchar(); 
 
                        //CONFIRMAR SELECCION y activa el movimiento 
                        printf("\nï¿½Estas seguro? (1=yes, 2=no/n)\n"); 
                        scanf("%u", &buffer3); 
                        confirmacion=buffer3; 
                        getchar(); 
                        if (confirmacion==1) 
                        { 
                            mode='P'; 
                            tipo=2; 
                        } 
                        else 
                        { 
                            Reset(); 
                        } 
                    break; 
 
                    case 4: 
 
                        //Consigna velocidad 




                        printf("Introducir consigna velocidad (deg): \n"); 
                        scanf("%lf", &buffer2); 
                        velocidad=buffer2*TORAD; 
                        getchar(); 
 
                        //Numero de articulaciOn 
                   printf("\nIntroducir numero de articulacion (1-6)\n"); 
                        scanf("%u", &buffer1); 
                        numlink=buffer1; 
                        getchar(); 
 
                        posicioninicial=_synchData.m_fbk[numlink-1].m_pos; 
 
 
                        //CONFIRMAR SELECCION y activa el movimiento 
                        printf("\nï¿Estas seguro? (1=yes, 2=no/n)\n"); 
                        scanf("%u", &buffer3); 
                        confirmacion=buffer3; 
                        getchar(); 
                        if (confirmacion==1) 
                        { 
                            mode='P'; 
                            tipo=4; 
                        } 
                        else 
                        { 
                            Reset(); 




                    break; 
 
                    case 5: 
                        //Numero de articulaciOn 
                    printf("\nIntroducir numero de articulacion (1-6)\n"); 
                        scanf("%u", &buffer1); 
                        numlink=buffer1; 
                        getchar(); 
 
                        //Consigna velocidad 
                        printf("Introducir velocidad (deg): \n"); 
                        scanf("%lf", &buffer2); 
                        velocidad=buffer2*TORAD; 
 
                        //CONFIRMAR SELECCION y activa el movimiento 
                        printf("\nï¿½Estas seguro? (1=yes, 2=no/n)\n"); 
                        scanf("%u", &buffer3); 
                        confirmacion=buffer3; 
                        getchar(); 
                        if (confirmacion==1) 
                        { 
                            mode='P'; 
                            tipo=6; 
                        } 
                        else 




                        { 
                            Reset(); 
                        } 
                    break; 
 
                    case 6: 
                        //Amplitud del movimiento 
                    printf("Introducir amplitud del movimiento (deg): \n"); 
                        scanf("%lf", &buffer2); 
                        amplitud=buffer2*TORAD; 
                        getchar(); 
     
                        //Numero de articulaciOn 
                     printf("\nIntroducir numero de articulacion (1-6)\n"); 
                        scanf("%u", &buffer1); 
                        numlink=buffer1; 
                        getchar(); 
     
                        //Numero de ciclos a realizar por la funciOn sinus 
                     printf("\nIntroducir nuemro de ciclos (1,2,..)\n"); 
                        scanf("%u", &buffer1); 
                        num=buffer1; 
                        getchar(); 
     
                        posicioninicial=_synchData.m_fbk[numlink-1].m_pos; 
     
     
                        //CONFIRMAR SELECCION y activa el movimiento 
                        printf("\n¿Estas seguro? (1=yes, 2=no/n)\n"); 
                        scanf("%u", &buffer3); 
                        confirmacion=buffer3; 
                        getchar(); 
                        if (confirmacion==1) 
                        { 
                            Initseñales(); 
                            mode='P'; 
                            tipo=8; 
                        } 
                        else 
                        { 
                            Reset(); 
                        } 
                    break; 
 
                    case 7: 
 
                        Initseñales(); 
     
                        //Numero de articulacion 
                    printf("\nIntroducir numero de articulacion (1-6)\n"); 
                        scanf("%u", &buffer1); 
                        numlink=buffer1; 
                        getchar(); 
     
                        //Numero de ciclos a realizar por la funciOn sinus 
                        printf("\nIntroducir nuemro de ciclos (1,2,..)\n"); 




                        scanf("%u", &buffer1); 
                        num=buffer1; 
                        getchar(); 
     
                        //Tipo de movimiento harmonico 
                        printf("\nIntroducir tipo de movimiento (1-6)\n"); 
                        scanf("%u", &buffer1); 
                        num2=buffer1; 
                        getchar(); 
     
                        posicioninicial=_synchData.m_fbk[numlink-1].m_pos; 
     
                        //CONFIRMAR SELECCION y activa el movimiento 
                        printf("\nï¿Estas seguro? (1=yes, 2=no/n)\n"); 
                        scanf("%u", &buffer3); 
                        confirmacion=buffer3; 
                        getchar(); 
                        if (confirmacion==1) 
                        { 
     
                            mode='P'; 
                            movimiento='y'; 
                            tipo=10; 
                        } 
                        else 
                        { 
                            Reset(); 
                        } 
                   break; 
                    
                   case 8: 
                        // Inicializa las señales para guardar las 
variables 
                        Initseñales(); 
     
                        //Numero de ciclos a realizar por la funcion sinus 
                        printf("\nIntroducir nuemro de ciclos (1,2,..)\n"); 
                        scanf("%u", &buffer1); 
                        num=buffer1; 
                        getchar(); 
     
                        posicioninicial=_synchData.m_fbk[numlink-1].m_pos; 
         
                        //CONFIRMAR SELECCION y activa el movimiento 
                        printf("\n¿Estas seguro? (1=yes, 2=no/n)\n"); 
                        scanf("%u", &buffer3); 
                        confirmacion=buffer3; 
                        getchar(); 
                        if (confirmacion==1) 
                        { 
     
                            mode='P'; 
                            tipo=11; 
                        } 
                        else 
                        { 




                            Reset(); 
                        } 
                    break; 
  
                    case 9: 
 
                         EscribirSeñales(); 
 
                    break; 
                    default: 
                            // En cualquier otro caso vuelve a modo reposo 
                            Reset(); 
                    break; 
            } 
 







//  Tarea sincrona: esta función es la encargada de gestionar la tarea de 
control con un tiempo de ciclo de 0.004 segundos. En cada iteración, lee el 
valor de las variables introducidas desde el Menu Movimiento y ejecuta la 
parte del código correspondiente. Por ejemplo si desde el Menu Movimiento 
se introduce la opcion 1, se asigna a la variable global mode el valor de 1 




                                                                                 
        LLI_State  l_state; 
 
        int conta=0; 
        long int numciclos=0; 
        unsigned int  l_jnt; 
        double real=0.0; 
        double senyal=0.0; 
        double error=0.0; 
        double reales[5]; 
        double errores[5]; 
        double frenada=0.0; 
        double VMAX[5]; 
 
 
printf("\nINICIO DE LAS TAREAS PERIODICAS !!!\n"); 
Reset(); 
 













//Inicio de la tarea periodica 
while (1) 
{ 
        // Espera la sincronizacion del semaforo 
        takeSem(_synchData.m_semId); 
 
        // Obtiene las variables del robot 
        LLI_get(_synchData.m_robotId, _synchData.m_fbk); 
 
        // Obtiene el estado actual 
        LLI_state(_synchData.m_robotId, &l_state); 
 
        if (conta<1) 
        { 
          printf("PUNTO DE CONTROL 1 !!!\n"); 
        } 
 
//Escoge camino en funcion de la variable mode 
switch (mode) 
{ 
// Modo P: posicion-velocidad.        
case 'P': 
    // Primero verifica el estado de la potencia 
    switch (l_state.m_enableState){ 
        // Si la potencia esta desactivada resetea y vuelve a modo reposo 
(U) 
        case LLI_DISABLED : 
                Reset(); 
        break; 
 // Si la potencia esta activada verifica tipo de movimiento (introducido 
desde el Menu Movimiento de manera asincrona) 
        case LLI_ENABLED :  
            switch (tipo) 
            { 
// Si tipo de movimiento igual a 1 ( opcion 1 Menu Movimiento) implementa 
un control PD de posicion-velocidad para 1 articulacion 
            case 1: 
// Control Kp de velocidad. Primero obtiene señal real y calcula error.Para 
obtener la señal real accede a la estructura _synchData de las LLI (mirar 
memoria estructuras LLI) 
                real=_synchData.m_fbk[numlink-1].m_pos; 
                error=(consignapos*TORAD-real); 
                 
                // Si hay error calcula señal como Kp*error 
                if(fabs(error)>ERRORPOS) 
                { 
                     senyal=Kp*error; 
     
                //Satura la variable para no superar las velocidades 
maximas 
                     if (fabs(senyal)>=(VMAX[numlink-1])) 
                     { 
                        if (senyal>0) 
                        { 




                           senyal=VMAX[numlink-1]; 
                        } 
                        else 
                        { 
                             senyal=-1.0*VMAX[numlink-1]; 
                        } 
                     } 
// Aplica la señal al robot accediendo a _synchData. Para un arranque suave 
durante 1 segundo rampa velocidad 
                     if (conta2<250) 
                     { 
               _synchData.m_cmd[numlink-1].m_vel =  (senyal*conta2/250); 
              _synchData.m_cmd[numlink-1].m_pos += DT*(senyal*conta2/250); 
                     } 
                     // Pasado un segundo actua la señal del controlador PD 
                     else 
                     { 
                         _synchData.m_cmd[numlink-1].m_vel = senyal; 
                         _synchData.m_cmd[numlink-1].m_pos += (senyal*DT); 
                     } 
// Variable para controlar en numero de iteraciones (tiempo) 
                     ++conta2; 
 
                } 
                 
                // Si el error tiende a cero: ha llegado a la posición. 
Finaliza  
                // movimiento y regresa a modo reposo. Imprime por pantalla 
las variables 
                else 
                { 
                   printf("\nMOVIMIENTO FINALIZADO:\n"); 
 printf("\tPosicion Inicial (deg)      :%lf\n",(TODEG*posicioninicial)); 
printf("\tPosicion Final (deg)        
:%lf\n",(TODEG*_synchData.m_cmd[numlink-1].m_pos)); 
printf("\tConsigna Posicion (deg/s)   :%lf\n",consignapos); 
                    printf("\tCiclos Realizados(s)        :%u\n",conta2); 
 
                  _synchData.m_cmd[numlink-1].m_vel = 0.0; 
_synchData.m_cmd[numlink-1].m_pos = _synchData.m_fbk[numlink-1].m_pos; 
                    Reset(); 
                } 
     
            break; 
 
            case 2: 
// Opcion 2 de Menu Movimiento (control PD para mover todas las 
articulaciones a la vez. La funcion es analoga a la opcion 1 pero en cada 
itereacion actua sobte las seis art. 
 
                for (l_jnt=0;l_jnt<6;l_jnt++) 
                { 
                    reales[l_jnt]=_synchData.m_fbk[l_jnt].m_pos; 
                    errores[l_jnt]=(consignas[l_jnt]*TORAD-reales[l_jnt]); 
                    if(fabs(errores[l_jnt])>ERRORPOS) 
                    { 




                         senyales[l_jnt]=Kp*errores[l_jnt]; 
 
                         //Satura la variable 
                         if (fabs(senyales[l_jnt])>=(VMAX[l_jnt])) 
                         { 
                            if (senyales[l_jnt]>0) 
                            { 
                               senyales[l_jnt]=VMAX[l_jnt]; 
                            } 
                            else 
                            { 
                                 senyales[l_jnt]=-1.0*(VMAX[l_jnt]); 
                            } 
                         printf("Variable saturada articulacion %u a  
    %lf\n",l_jnt+1,VMAX[l_jnt]); 
                         } 
                         // Actualiza las variables del robot 
                         if (conta3<250) 
                         { 
                            _synchData.m_cmd[l_jnt].m_vel = 
(senyales[l_jnt]*conta3/250); 
_synchData.m_cmd[l_jnt].m_pos += DT*(senyales[l_jnt]*conta3/250); 
                         } 
                         else 
                         { 
                             _synchData.m_cmd[l_jnt].m_vel = 
senyales[l_jnt]; 
_synchData.m_cmd[l_jnt].m_pos += (senyales[l_jnt]*DT); 
                         } 
 
                    } 
                    else 
                    { 
                      senyales[l_jnt]=0.0; 
                      _synchData.m_cmd[l_jnt].m_vel =0.0 ; 
                    } 
                } 
                conta3++; 
                // El movimiento finaliza cuando todos los errores son cero 
                if (senyales[0]==0.0 && senyales[1]==0.0 && 
senyales[2]==0.0 && senyales[3]==0.0 && senyales[4]==0.0 && 
senyales[5]==0.0 ) 
                { 
                    printf("\nMOVIMIENTO FINALIZADO:\n"); 
                    for (l_jnt=0;l_jnt<6;l_jnt++) 
                    { 
    printf("\tPosicion Inicial %u (deg) 
:%lf\n",(l_jnt+1),(TODEG*posini[l_jnt])); 
printf("\tPosicion Final %u (deg)   
:%lf\n",(l_jnt+1),(TODEG*_synchData.m_fbk[l_jnt].m_pos)); 
                        _synchData.m_cmd[l_jnt].m_vel = 0.0; 
_synchData.m_cmd[l_jnt].m_pos = _synchData.m_fbk[l_jnt].m_pos; 
                    } 
 
                    Reset(); 
                } 




     
           break; 
 
           case 4: 
                // Funcion Velocidad constante en 1 articulacion. 
                numciclos=1250; 
                if(conta6<=numciclos) 
                { 
                    // Guarda el valor de posicion, velocidad y par reales                            
                    señalpar[conta4][numlink-1]=_synchData.m_fbk[numlink-
1].m_torque; 
                    señalpos[conta4][numlink-1]=_synchData.m_fbk[numlink-
1].m_pos; 
                    señalvel[conta4][numlink-1]=_synchData.m_fbk[numlink-
1].m_vel; 
                    if(conta6<250) 
                    { 
                        senyal=conta6*velocidad/250.0; 
                    } 
                    else if ((conta6>=250) && (conta6<=1000)) 
                    { 
                        senyal=velocidad; 
 
                    } 
                    else 
                    { 
                        senyal=velocidad*(conta6/250.0-5.0)*(conta6/250.0-
5.0); 
                    } 
 
                    //Satura la variable 
                    if (fabs(senyal)>=VMAX[numlink-1]) 
                    { 
                       if (senyal>0.0) 
                       { 
                          senyal=VMAX[numlink-1]; 
                       } 
                       else 
                       { 
                            senyal=-1.0*VMAX[numlink-1]; 
                       } 
                    printf("Variable saturada\n"); 
                    } 
 
                    //Actualiza la señal del robot 
                    _synchData.m_cmd[numlink-1].m_vel = senyal; 
                    _synchData.m_cmd[numlink-1].m_pos += (senyal*DT); 
                    ++conta6; 
                } 
                else 
                { 
                    printf("\nMOVIMIENTO FINALIZADO:\n"); 
                    printf("\tARTICULACION    :%u\n",(numlink)); 
  printf("\tPosicion Inicial %u (deg) 
:%lf\n",numlink,(TODEG*posicioninicial)); 
printf("\tPosicion Final %u (deg)   





                    printf("\tVelocidad (deg/s)      :%lf\n",velocidad); 
                    printf("\tCiclos Realizados(s)        :%u\n",conta6); 
                    _synchData.m_cmd[l_jnt].m_vel = 0.0; 
           _synchData.m_cmd[l_jnt].m_pos = _synchData.m_fbk[l_jnt].m_pos; 
 
                    Reset(); 
                } 
     
     
           break; 
 
           case 5: 
                // Funcion rampa de velocidad 
                numciclos=1250; 
                if(conta5<=numciclos) 
                { 
                    señalpar[conta5][numlink-1]=_synchData.m_fbk[numlink-
1].m_torque; 
                    señalpos[conta5][numlink-1]=_synchData.m_fbk[numlink-
1].m_pos; 
                    señalvel[conta5][numlink-1]=_synchData.m_fbk[numlink-
1].m_vel; 
                     
                    if(conta5<=1000) 
                    { 
                        //Rampa velocidad durante 4 segundos 
                        senyal=conta5*velocidad/1000.0; 
                    } 
                    else 
                    { 
                        //Frena con movimiento parabOlico 
                        senyal=velocidad*(conta5/250.0-5.0)*(conta5/250.0-
5.0); 
                    } 
 
                    //Satura la variable 
                    if (fabs(senyal)>=VMAX[numlink-1]) 
                    { 
                       if (senyal>0.0) 
                       { 
                          senyal=VMAX[numlink-1]; 
                       } 
                       else 
                       { 
                            senyal=-1.0*VMAX[numlink-1]; 
                       } 
                    printf("Variable saturada\n"); 
                    } 
 
                    //Actualiza la señal del robot 
                    _synchData.m_cmd[numlink-1].m_vel = senyal; 
                    _synchData.m_cmd[numlink-1].m_pos += (senyal*DT); 
                     ++conta5; 
                } 
                else 




                { 
                    printf("\nMOVIMIENTO FINALIZADO:\n"); 
                    printf("\tARTICULACION    :%u\n",(numlink)); 
                    printf("\tPosicion Final %u (deg)   
:%lf\n",numlink,(TODEG*_synchData.m_cmd[numlink-1].m_pos)); 
                    printf("\tVelocidad (deg/s)      :%lf\n",velocidad); 
                    printf("\tCiclos Realizados(s)        :%u\n",conta5); 
                    _synchData.m_cmd[l_jnt].m_vel = 0.0; 
                    _synchData.m_cmd[l_jnt].m_pos = 
_synchData.m_fbk[l_jnt].m_pos; 
 
                    Reset(); 
                } 
     
           break; 
 
           case 6: 
                // Movimiento sinusoidal sobre una articulacion 
                numciclos=2500*num; 
                if(conta8<=numciclos) 
                { 
                    
senyal=amplitud*(2.0*PI/10.0)*sin(2.0*PI*conta8/2500.0); 
 
                    señalpar[conta8][numlink-1]=_synchData.m_fbk[numlink-
1].m_torque; 
                    señalpos[conta8][numlink-1]=_synchData.m_fbk[numlink-
1].m_pos; 
                    señalvel[conta8][numlink-1]=_synchData.m_fbk[numlink-
1].m_vel; 
 
                    //Satura la variable 
                    if (fabs(senyal)>=VMAX[numlink-1]) 
                    { 
                       if (senyal>0.0) 
                       { 
                          senyal=VMAX[numlink-1]; 
                       } 
                       else 
                       { 
                            senyal=-VMAX[numlink-1]; 
                       } 
                    printf("Variable saturada\n"); 
                    } 
 
 
                    //Actualiza la señal del robot 
                    _synchData.m_cmd[numlink-1].m_vel = senyal; 
                    _synchData.m_cmd[numlink-1].m_pos += (senyal*DT); 
 
                     ++conta8; 
                } 
                else 
                { 
                    printf("\nMOVIMIENTO FINALIZADO:\n"); 
                    printf("\tARTICULACION    :%u\n",(numlink)); 




                    printf("\tPosicion Inicial %u (deg) 
:%lf\n",numlink,(TODEG*posicioninicial)); 
                    printf("\tPosicion Final %u (deg)   
:%lf\n",numlink,(TODEG*_synchData.m_cmd[numlink-1].m_pos)); 
                    printf("\tAmplitud (deg)      :%lf\n",amplitud); 
                    printf("\tCiclos Realizados(s)        :%u\n",conta8-1); 
 
                    Reset(); 
                } 
     
     
           break; 
 
           case 7: 
// Trayectorias series de Fourier sobre 1 articulacion. Se 
puede aplicar cualquiera de las 12 trayectorias definidas en la 
funcion MovimientoHarmonico(n, num) desde el Menu Movimiento 
                numciclos=2500*num; 
                if(contan<=numciclos) 
                {                       
                    senyal=MovimientoHarmonico(contan,num2); 
 
                    // Guarda el valor de posicion, velocidad y par reales 
                    señalpar[contan][numlink-1]=_synchData.m_fbk[numlink-
1].m_torque; 
                    señalpos[contan][numlink-1]=_synchData.m_fbk[numlink-
1].m_pos; 
                    señalvel[contan][numlink-1]=_synchData.m_fbk[numlink-
1].m_vel; 
 
                    //Actualiza la señal del robot 
                    _synchData.m_cmd[numlink-1].m_vel = senyal; 
                    _synchData.m_cmd[numlink-1].m_pos += (senyal*DT); 
 
                     ++contan; 
                } 
                else 
                { 
                    printf("\nMOVIMIENTO FINALIZADO:\n"); 
                    printf("\tARTICULACION    :%u\n",(numlink)); 
                    printf("\tPosicion Inicial %u (deg) 
:%lf\n",numlink,(TODEG*posicioninicial)); 
                    printf("\tPosicion Final %u (deg)   
:%lf\n",numlink,(TODEG*_synchData.m_cmd[numlink-1].m_pos)); 
                    printf("\tAmplitud (deg)      :%lf\n",amplitud); 
                    printf("\tCiclos Realizados(s)        :%u\n",contan-1); 
 
                    Reset(); 
                } 
           break; 
 
           case 8: 
// Analoga a la anterior pero aplica 6 trayectorias a la vez, una en cada 
articulacion para moverlas todas. Las trayectorias aplicadas corresponden a 
las opciones 1 a 6 de la funcion MovimientoHarmonico(n,num) 
                numciclos=2500*num; 




                if(contan<=numciclos) 
                { 
                    for (l_jnt = 0; l_jnt<6; l_jnt++) 
                    { 
                        
senyales[l_jnt]=MovimientoHarmonico(contan,l_jnt+1); 
 





                        //Satura la variable 
                        if (fabs(senyales[l_jnt])>=VMAX[l_jnt]) 
                        { 
                           if (senyales[l_jnt]>0.0) 
                           { 
                              senyales[l_jnt]=VMAX[l_jnt]; 
                           } 
                           else 
                           { 
                                senyales[l_jnt]=-VMAX[l_jnt]; 
                           } 
 printf("Variable saturada articulacion %u a %lf\n",l_jnt+1,VMAX[l_jnt]); 
                        } 
 
 
                        //Actualiza la señal del robot 
                        _synchData.m_cmd[l_jnt].m_vel = senyales[l_jnt]; 
                        _synchData.m_cmd[l_jnt].m_pos += 
(senyales[l_jnt]*DT); 
                    } 
                    ++contan; 
                } 
                else 
                { 
                    printf("\nMOVIMIENTO FINALIZADO:\n"); 
                    for (l_jnt=0;l_jnt<6;l_jnt++) 
                    { 
 printf("\tPosicion Inicial %u (deg) 
:%lf\n",(l_jnt+1),(TODEG*posini[l_jnt])); 
printf("\tPosicion Final %u (deg)   
:%lf\n",(l_jnt+1),(TODEG*_synchData.m_cmd[l_jnt].m_pos)); 
printf("\tAmpitud %u (deg)   :%lf\n",(l_jnt+1),velocidades[l_jnt]); 
                    _synchData.m_cmd[l_jnt].m_vel = 0.0; 
_synchData.m_cmd[l_jnt].m_pos = _synchData.m_fbk[l_jnt].m_pos; 
                    } 
printf("\tCiclos Realizados(s)        :%u\n",contan-1); 
 
                    Reset(); 
                } 
           break; 
            case 9: 
// Escribe las señales guardadas tras los movimientos realizados con las 
opciones 7 y 8 
                 EscribirSeñales(); 




             
            break; 
           default : 
                    //Anula la señal de velocidad 
                    for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
                    { 
                        _synchData.m_cmd[l_jnt].m_vel = 0.0; 
                    } 
            break; 
            } 
        break; 
        default : 
            //Anula la señal de velocidad 
            for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
            { 
                _synchData.m_cmd[l_jnt].m_vel = 0.0; 
            } 
        break; 
        } 
 
        // Pone las señales de Ffw a cero 
        for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
        { 
                _synchData.m_cmd[l_jnt].m_velFfw = 0.0; 
                _synchData.m_cmd[l_jnt].m_torqueFfw = 0.0; 




// Modo T: modo par. Se implementado un control PD   
case 'T': 
 
        switch (l_state.m_enableState) 
        { 
                case LLI_DISABLED : 
                    for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
                    { 
                           _synchData.m_cmd[l_jnt].m_pos = 
_synchData.m_fbk[l_jnt].m_pos; 
                           _synchData.m_cmd[l_jnt].m_vel = 
_synchData.m_fbk[l_jnt].m_vel; 
                    } 
                break; 
                default : 
                        for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
                        { 
                                 _synchData.m_cmd[l_jnt].m_torqueFfw = 0.0; 
                        } 
                break; 
        } 
 
        // Actualiza las señales de velocidad y posicion 
        for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
        { 
                _synchData.m_cmd[l_jnt].m_pos = 
_synchData.m_fbk[l_jnt].m_pos; 




                _synchData.m_cmd[l_jnt].m_vel = 
_synchData.m_fbk[l_jnt].m_vel; 
        } 
 
        // Velocidades Ffw a cero (no se usan) 
        for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
        { 
                 _synchData.m_cmd[l_jnt].m_velFfw = 0.0; 
        } 
break; 
 
// Modo Reposo: anula todas las señales para que el robot se mantenga 
quieto 
case 'U': 
        // Comprueba el estado de la potencia  
        switch (l_state.m_enableState) 
        { 
        case LLI_DISABLED : 
                //Si la potencia está desactivada: no moverse 
                for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
                { 
                        _synchData.m_cmd[l_jnt].m_pos = 
_synchData.m_fbk[l_jnt].m_pos; 
                        _synchData.m_cmd[l_jnt].m_vel = 0.0; 
                } 
        break; 
        case LLI_ENABLED : 
                // Si la potencia está activada: Anula la señal de 
velocidad 
               for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
               { 
                        _synchData.m_cmd[l_jnt].m_vel = 0.0; 
               } 
        break; 
        default : 
                // En caso de cambio de estado: Anula la señal de velocidad 
                for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
                { 
                        _synchData.m_cmd[l_jnt].m_vel = 0.0; 
                } 
        break; 
        } 
 
        // Pone las señales de Ffw a cero 
        for (l_jnt = 0; l_jnt<_synchData.m_nbJnt; l_jnt++) 
        { 
                _synchData.m_cmd[l_jnt].m_velFfw = 0.0; 
                _synchData.m_cmd[l_jnt].m_torqueFfw = 0.0; 
        } 
break; 
} 
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