We consider the task assignment problem to heterogeneous parallel servers with switching delay, where servers can be switched off to save energy. However, switching a server back on involves a constant server-specific delay. We will use one step of policy iteration from a starting policy such as Bernoulli splitting, in order to derive efficient task assignment (dispatching) policies that minimize the long-run average cost. To evaluate our starting policy, we first analyze a single work-conserving M/G/1 queue with a switching delay and derive a value function with respect to a general cost structure. Our costs include energy related switching and processing costs, as well as general performance-related costs, such as costs associated with both means and variability of waiting time and sojourn time. The efficiency of our dispatching policies is illustrated with numerical examples.
Introduction
In task assignment (dispatching) problems, arriving jobs are assigned to available servers immediately upon arrival. In the basic setting, these servers are modelled as work-conserving queues with a constant service rate. Task assignment problems arise, e.g., in transportation (e.g., street toll booths), manufacturing systems, (data) traffic routing, super computing, cloud computing, data centers (e.g., web server farms) and other distributed computing systems. A typical objective is to minimize the mean waiting time or the mean sojourn time (i.e, response time, latency or delay, where the terminology varies with the application). Recently, energy consumption, e.g., in data centers and distributed computing in general, has become an important consideration. Therefore, in this paper we assume that the general cost structure includes energy consumption related costs in addition to the usual performance metrics such as the mean sojourn time. Moreover, we consider a model where a server can be switched off in order to save energy. However, switching a server back on is assumed to take a certain setup time d during which no job can be served, and may incur a cost. The optimal dispatching policy finds an appropriate trade-off between the criteria of minimizing energy costs while maximizing customer satisfaction.
We approach this challenging problem in the framework of Markov decision processes (MDP) [1] [2] [3] . First we consider an isolated M/G/1 queue with a switching delay and derive the so-called size-aware value functions with respect to different terms in the cost structure. We consider two types of costs: (i) costs defined by a rate (e.g., energy consumption) and (ii) immediate costs (e.g., switching the server on or off). For some quantities such as the waiting time, it is possible to define the cost either as a cost rate (i.e., the number of waiting jobs) or as an immediate cost (the waiting time becomes known upon an arrival to a FCFS queue). We will utilize both conventions in this paper.
The value functions characterize the difference in the long-term mean costs between initial states. Using the value functions as inputs to the MDP-based heuristics of first policy iteration (FPI) and lookahead, we derive energy-and state-aware dispatching policies, which also take into account the switching delays in the servers. The resulting policies are evaluated and illustrated in numerical examples.
In this paper, we extend earlier results [4, 5] for the M/G/1 queue in several respects. First, we include a switching delay, which is an important system characteristic when, e.g., a server in a data center is switched off in order to save energy. Second, we also consider general holding cost functions, and derive explicit expressions for the second moments of the waiting time and sojourn time, which allow one to improve fairness in the system. Moreover, the energy consumption model also includes switching costs and is thus more comprehensive than in [6] . The new results are the size-aware value functions for the M/G/1 queues, when the objective is to minimize the (mean) backlogs, waiting times, sojourn times, or any combination of thereof (as well as higher moments). These results also yield the corresponding value functions for a system of parallel servers (our model for a server farm) operating under any static policy, which are prerequisites for the efficient dynamic policies via the FPI and Lookahead approaches.
Related work
Dispatching problems have been studied extensively in the literature. Within each queue, first-come-first-served (FCFS) scheduling is usually assumed, but other scheduling disciplines have also been studied. Only a few optimality results are known for the dispatching problems, and these generally require homogeneous servers. In general, the optimal decision depends on the available information.
Round-Robin (RR), followed by FCFS, is shown to be the optimal policy when it is only known that the queues were initially in the same state, and the dispatching history is available [7] [8] [9] .
Crovella et al. [10] and Harchol-Balter et al. [11] assume that the dispatcher is aware of the size of a new job, but not of the state of the FCFS queues, and propose Size-Interval-Task-Assignment (SITA) policies, where each queue receives the jobs within a certain size interval (e.g., short jobs to one queue, and the rest to another). Feng et al. [12] later showed that SITA is the optimal size-aware static policy for homogeneous servers.
When the number of tasks per server is available, the intuitive Join-the-Shortest-Queue (JSQ) policy assigns a new job to the server with the fewest tasks. Assuming exponentially distributed interarrival times and job sizes, and homogeneous servers, [13] shows that JSQ with FCFS minimizes the mean waiting time. Since then the optimality of JSQ has been shown in many other settings [7, [14] [15] [16] [17] [18] . Recently, Akgun et al. [19] , have shown the optimality of JSQ for G/M/1 queues under very general assumptions. In contrast, Gupta et. al consider JSQ with the processorsharing (PS) scheduling discipline in [20] . Whitt [21] , on the other hand, provides several counterexamples with non-exponential services where the JSQ/FCFS policy is not optimal, even when servers are homogeneous.
If the queue-specific backlogs (unfinished work, workload) are available, then the Least-Work-Left (LWL) policy chooses the queue with the smallest backlog, i.e., it is the greedy (myopic) policy minimizing the waiting time of the new job. Interestingly, the M/G/k system with a central queue is equivalent to LWL, which means that at no time instance, a server is idle at the same time when a job is waiting in some queue. Daley [22] , based on Foss's work [23] , has shown that G/G/k (i.e., LWL with general inter-arrival times) stochastically minimizes both the maximum and total backlog with identical servers at an arbitrary arrival time instance. In contrast, the counterexample given by Stoyan [24] shows that pathwise RR can yield both a lower waiting time and a lower total backlog (at arrival times).
In general, simple policies such as RR, JSQ and LWL will no longer be optimal when there is switching delay, even in the case of homogeneous servers. Using one step of policy iteration (FPI) in the MDP framework is a promising approach to developing good heuristics for the dispatching problems with heterogeneous servers. Krishnan [25] has utilized it for minimizing mean sojourn time with parallel M/M/s-FCFS servers. See also Aalto and Virtamo [26] . Recently, FCFS, LCFS, SPT and SRPT queues were analyzed in [4, 5] with a general service time distribution. Similarly, PS is considered in [27, 28] . The key idea with the above work is to start with an arbitrary static policy, and then carry out the first policy iteration (FPI) step utilizing the value functions (relative values of states). This general approach is due to Norman [29] . See also [30, 31] for M/G/1 and M/Cox(r)/1, and [32, 33] for blocking systems.
Server farms with switching delays have only been considered recently, and only for homogeneous servers. Artalejo et. al [34] give steady-state results for an M/M/k with setup delays, where idle servers are switched off and at most one server can be in an exponentially distributed setup phase. Gandhi and Harchol-Balter [35] consider an M/G/k with an exponential setup delay and give an exact formula for the mean sojourn time in an M/M/k also assuming that at most one server can be undergoing the switching on process. In [36, 37] switch idle servers off with at most one server undergoing the switching on (as in [34, 35] ). Similarly, Mitrani [38] also considered a scheduling problem with a central queue. In contrast, Maccio and Down [39] considered different switching on/off extensions to an M/G/1 and then applied random routing in the multi-server context. Finally, Wierman et. al [40] consider a capacity management problem in a longer time scale, for which they give rules based on the variations in the arrival rate.
In contrast, switching off a server is understood much better in the context of single-server queues. In addition to switching delay vacation models and removable servers have been used to describe systems where the server is not necessarily readily available. Welch [41] considers an M/G/1 queue in which the service time of the first customer (a customer arriving to an empty system) obeys a different distribution than the service time of the other customers (customers arriving to a busy system). The Laplace-Stieltjes transform (LST) is derived for the waiting and sojourn times. As a special case, one obtains the M/G/1 queue with switching on delay. We note that it is straightforward to generalize our results on the different value functions to this more general setting. See also Bischof [42] for an analysis of the M/G/1 queue with vacations and setup times. In [43] , Hassan and Atiquzzaman also consider an M/G/1 queue with delayed vacation and setup time. That is, a server waits a certain time T after the last job has departed before it is switched off. Once switched off, there is a switching on delay C. Explicit expressions for the mean waiting time and the rate of busy cycles are derived.
In the above work, the additional delay is assumed to be a given property of the system, whereas Artalejo [44] considers minimization of different cost functions by delaying the start of service according to N, T and D policies. With these control policies, the server is switched off when the last customer departs. With N policy, the service starts once the number in queue exceeds N [45, 46] , and with D policy, when the backlog exceeds D. T policy, on the other hand, activates the server T time units after the end of the last busy period [47] . See also [48, 49] for overviews.
Outline of the paper
In Section 2, we describe our switching delay model and cost structure, and we give some preliminary results. In Section 3, we analyze an M/G/1 queue with a switching delay and derive value functions with respect to each cost component. We use these results in Section 4 to derive efficient cost-aware dispatching policies, which we evaluate numerically. Section 5 concludes the paper.
Preliminaries

Dispatching system and cost structure
We consider a system of work-conserving parallel queues with a constant switching-on delay, or startup time, denoted by d. The switching-off delay is assumed to be sufficiently small so that it can be neglected. New jobs are routed to the available servers immediately upon arrival. There is no jockeying, i.e., assignments are irrevocable. The problem of choosing the queue is known as the dispatching or task assignment problem in the literature.
The queue-specific cost structure is similar to one Feinberg and Kella studied in [50] in the context of a single M/G/1 queue. The per queue cost structure consists of the three components as illustrated in Fig. 1: (i) switching costs (k on , k off ) (per cycle), (ii) processing costs (e off , e start , e on ) (per unit time), (iii) holding cost c(u) (per unit time), where the virtual backlog (discussed in more detail below) is u.
The switching costs are associated with state transitions when a server is switched on or off: k on denotes the cost when a job arrives to an empty system, and k off the cost when the server becomes idle and it is switched off. Without loss of generality, because we are interested in long-run average costs, we can assume that k off = 0 and k on = k.
The processing costs are defined by a triple (e off , e start , e on ): when the server is idle the cost rate is e off , during the startup time the cost rate is e start , and otherwise it is e on . However, without loss of generality, we can add the costs incurred during the startup period, d · e start , to the switching cost k, and further assume e on = e and e off = 0.
The running costs are an important special case when a server incurs costs at the fixed rate of e whenever it is not switched off (i.e., e start = e on = e). This is obtained with the switching cost of k = de.
Finally, the holding cost rate is some non-negative and increasing function of the current backlog (workload). We identify two types of backlog:
(i) the actual backlog u a corresponding to the sum of the (remaining) service times, and
(ii) the virtual backlog u which includes the possible remaining switching delay. This is illustrated in Fig. 2 . Clearly, u a ≤ u and when the switching delay d → 0, the two become equal, u a = u. Moreover, u > 0 ⇔ u a > 0 as we only start the server when work arrives. The actual backlog u a may be important, e.g., when dimensioning buffers, while the virtual backlog u represents the waiting time of an arriving customer under FCFS scheduling (from PASTA). Therefore, in this paper we focus on the latter and use the term backlog to refer to the virtual backlog. The corresponding holding cost rate is denoted by c(u).
The processing, running and switching costs represent operating costs while the holding cost is typically associated with the quality of service. We note that this cost structure is insensitive to the scheduling discipline within the class of work-conserving scheduling disciplines, although the interpretation of backlog as waiting time requires FCFS. Similar cost structures have been considered in the context of the T -, N− and D-policies for a single M/G/1-queue with a removable server; see, e.g., [44, 51] .
M/G/1 with a switching delay and busy period
Instead of analyzing the complete system of parallel queues with an arbitrary dispatching policy, we assume a static (basic) policy, which allows us to analyze the queues independently. In particular, in this case the behavior of each queue is that of an M/G/1 queue (with a switching delay).
We let λ denote the arrival rate to an M/G/1 queue and X i ∼ X denote the i.i.d. services times. Thus, the offered load is ρ = λ E[X]. The conditional mean remaining busy period b(x) for a work-conserving M/G/1 queue with an initial backlog of x is [52] b
As illustrated in Fig. 2 , a busy period with a switching delay starts with a (virtual) backlog equal to X + d, where X denotes the job size and d is the switching delay. Thus the mean busy period is
Each busy cycle is stochastically independent and identical, and we have
The mean length of a busy-idle cycle is
Value functions and admission costs
The central notion in this paper is the value function v(u),
where V u (t) denotes the costs incurred during (0, t) when initially in state u and r is the mean cost rate. We have implicitly assumed a stable and ergodic system (λ E[X] < 1). The important quantity for using the value function to find good dispatching policies is the difference,
which describes how much more or less it costs to start a system from state u instead of state u. Therefore, any constant term in v(u) is unimportant. Each new job admitted to an M/G/1 queue tends to increase total costs. Letting u denote the current state and u the state after an arrival of a size x job, we have
where the latter case includes the switching delay due to starting the server. The marginal admission cost of a new job with size x to a queue with backlog u is
where r a is the immediate cost due to the arrival, and the value function v(u) deals with the future costs. Both r a and v(u) depend on the particular cost structure. The processing and holding costs are per unit time and there is no immediate cost. In contrast, when a new arrival triggers a switch on, the immediate cost is r a = k.
Cost Analysis
In this section, we analyze a single M/G/1 queue with a switching delay. In particular, we derive value functions with respect to the different components in the cost structure. The main results are the new size-aware value functions for M/G/1 with switching delay (Propositions 1-7) that enable the improvement of any static dispatching policy, yielding efficient cost-, energy-and state-aware dispatching policies for server farms (see Section 4).
Operating costs
We start with analysing the switching and processing costs, which together comprise the operating cost. These costs depend only on whether the server is running or not, irrespective of the order in which the jobs are served. Consequently, these results are generic in the sense that they hold for any work conserving scheduling discipline.
Consider first the switching costs. The mean switching cost rate r S is the switching cost k divided by the mean cycle length given by (3),
We observe that the mean cost rate is insensitive to the job size distribution, and that the switching delay d decreases the mean switching cost rate by a factor of 1/(1 + λd).
Proposition 1.
The value function with respect to the switching costs is
Proof The value of state u is
where the first term corresponds to time interval just before the system becomes empty (on average u/(1 − ρ)) during which no switching costs are incurred. Then v S (0) takes care of the future.
Therefore, the admission cost of a new job with size x to an M/G/1 queue in terms of switching costs is
where
Processing costs are accrued at rate e (per unit time) whenever the server is serving a job. The mean processing cost rate is the fraction of time the server is busy serving jobs, ρ, multiplied by the running cost rate e,
Proposition 2. The value function with respect to the processing costs is
Proof The proof is similar to the switching cost case (Proposition 1) and omitted for brevity.
Consequently, the processing cost associated with admission of a new job with size x to an M/G/1 queue is
We note that the value functions of the processing and switching costs are linear functions of the virtual backlog u and independent of the job size distribution, while the mean cost rates depend on the mean job size E[X] through ρ.
Running costs are the important special case when a system incurs costs at a fixed rate of e whenever it is not switched off. This is equal to the processing cost rate e and the switching cost of k = de, yielding the mean cost rate
Similarly, the value function follows from (6) and (8),
and the admission cost of a job with size x is,
Without switching delay, i.e., when d = 0, the processing costs are equal to running costs.
Holding costs
Consider next an arbitrary backlog-based holding cost c(u). We assume that both c(u) and the corresponding holding cost value function v H (u) are continuous and differentiable for u > 0. Consequently, for a non-empty state u > 0 we can write
where δ is a differential time step. Hence,
The latter form is interesting as it allows us to work out the value function backwards: choose an arbitrary v H (u) and (11) gives the corresponding holding cost c(u). In particular, we observe that for a polynomial cost function of degree k, (11) is satisfied by a degree k + 1 polynomial v H (u).
Let v H (u) andṽ H (u) denote the value functions with and without a switching delay, respectively, for an arbitrary holding cost c(u). The following elementary relationship holds between these values, where r H andr H denote the mean holding cost rate with and without a switching delay of d:
Proof Without a switching delay,ṽ
where h(u) denotes the mean cost accrued during the remaining busy period. For a system with switching delay,
because h(u) is independent of the switching delay, and combining (13) and (14) gives (12) .
Hence, the switching delay induces a linear term in the value function. Next we will utilize (12) to give explicit expressions for value functions w.r.t. backlog based holding costs. These results generalize the corresponding results in [4] , which will become clear later in Section 3.3 where the relationship between the holding costs and the waiting time (and sojourn time) will be established.
Constant cost rate: Let us use the subscript H0 to denote the constant cost rate (holding costs do not depend on backlog). The constant cost rate is defined as
which is equivalent to the definition of the running costs (when multiplied by e). The running cost corresponds to a simple ON/OFF energy model and the mean cost rate r H0 and the value function v H0 (u) are already given in (9) and (10) (applied with e = 1). The obtained results naturally satisfy (12) . We refer the interested reader to [6] for more details and an alternative proof for the value function in the special case of no switching delay. Linear cost rate: For linear cost, c(u) = u, the mean holding cost rate is
See, e.g., [53] , where (8.3.64) on page 419 gives the mean waiting time in an M/G/1-FCFS queue with a random switching delay, from which (15) easily follows. Note that the first term in (15) is E[W] when d = 0, i.e., the Pollaczek-Khinchine formula, and the latter term represents the additional penalty due to the switching delay,
which is insensitive to job size distribution. 
The value function w.r.t. linear holding cost c(u) = u for an arbitrary d is
Proof The value function without the switching delay
Substituting (16) and (18) into (12) completes the proof.
Quadratic cost rate: Consider next the quadratic holding cost, c(u) = u 2 . The results are similar to those with linear holding cost, but involve higher moments of the service time distribution. The mean holding cost rate is
Also the proof is similar and omitted for brevity. We note that the last term in (19) is independent of d, and in particular, the increase in the mean holding cost due to the switching delay d is
Lemma 1. The value function w.r.t. quadratic holding cost c(u) = u 2 without switching delay
Proof Substitute a trial v(u) = au 3 + bu 2 into (11).
Proposition 5. The value function w.r.t. quadratic holding cost c(u) = u 2 for an arbitrary d is
Proof Substitute (20) and (21) into (12) .
Repeating the same procedure, both the mean cost rate and value function can be obtained for an arbitrary holding cost c(u) = u k . The value function depends only on the first k moments of the service time distribution, while the mean holding cost rate depends on the first (k + 1) moments. Thus one can approximate any c(u) with arbitrarily high precision using the Taylor series. The results for k = 0, 1, 2 are summarized in Table 1 .
Waiting time and sojourn time
A backlog-based holding cost rate c(u) can be seen as a penalty for a large amount of unfinished work. However, often one is interested in waiting time or sojourn time. A non-empty backlog in an M/G/1-FCFS queue corresponds to the virtual waiting time, W = U, as the switching delay and the actual workload are no different from an arriving job's point of view. When a job arrives to an empty system, the initial switching delay must be taken into account and W = d. The sojourn time is T = W + X, where W and X are independent (with FCFS).
In particular, in addition to the servers incurring costs, one can assume that Job j also incurs costs at a job-specific holding cost rate ω j (t), e.g., during its waiting time, so that the total cost Job j incurs is
where W j denotes the (final) waiting time of Job j. With a constant ω j (t) = 1 one obtains Ω j = W j , whereas ω j (t) = t/2 could correspond to impatient jobs and gives Ω j = W 2 j , etc. Additionally, ω j (t) can be a job-specific random function, e.g., ω j (t) = A j + B j t, where A j ∼ A and B j ∼ B are i.i.d. random variables. In other words, our cost structure generalizes to a wide range of job-and server-specific cost rates (see Appendix B for more details). In this paper, however, we limit ourselves to waiting and sojourn time, i.e., we assume that all jobs are equally important.
Waiting time W
Let us consider first the waiting time W. We define the mean cost rate with respect to waiting time as
i.e., the rate at which the system incurs waiting time. Using (15) and (2) we have
Consider next a busy period which starts with an initial backlog of u. Let B u denote the remaining length of the busy period and N u the number of new jobs arriving during it. For future arrivals, until the end of the busy period, one can associate the costs in two equivalent ways:
where, due to the PASTA property, c 1 = c 2 (see Appendix). With c(u) = u, the first corresponds to the incurred waiting time, and the latter to the linear holding cost (multiplied with λ).
Proposition 6. The value function w.r.t. waiting time is
Proof Considering the remaining busy period we have
and substituting r W = λ(r H1 + P{empty} · d) gives
where the expectation is equal to v H1 (u) − v H1 (0), yielding (25) by (17) .
Moreover, the linear holding cost structure neglects the current (admitted) job, for which the immediate cost is
i.e., r a = u − x, where u is the backlog after the new job has been included. Consequently, the admission cost in terms of the waiting time is a W (u,
For u > 0, the switching delay translates to a "discount term" in the admission cost (the new task pushes the next switching delay further into the future). For u = 0, an interesting peculiarity is that accepting a very short job may have a negative admission cost as it saves later arriving jobs from the full switching delay. Similarly, one may be interested in costs in terms of W 2 , for which the mean cost rate is
The immediate cost is the job's waiting time squared, r a = (u − x) 2 . Also the corresponding size-aware value function characterizing the cost for the future arrivals can be determined:
Proof For the value function w.r.t. the squared waiting time of the future arrivals it holds that
Then, with the aid of the equivalence (24), we have
and substituting (22) gives (28) .
Alternatively, one can write
The admission cost w.r.t. the squared waiting time is
Sojourn time T
Sojourn time (total time in system, latency), denoted by T , can be treated similarly. When one can route a given job to Queue 1 or Queue 2, the sojourn time may be a more meaningful quantity than the waiting time, as it also takes into account the service times of the particular, possibly heterogeneous, servers. The value function with respect to the sojourn time is, obviously, the same (up to a constant term) as for the waiting time,
as T = W + X. However, the immediate cost w.r.t. sojourn time is
i.e., r a = u . The admission cost in terms of sojourn time reads
We can also obtain similar value functions for the squared sojourn time, T 2 .
As T 2 = U 2 + 2 UX + X 2 , and U = W with FCFS, we obtain
which can be worked out further the same way as earlier. The immediate cost is r a = (u ) 2 , and the admission cost
Task Assignment in a Server Farm With Switching Delays
In this section, we consider a system of m heterogeneous parallel servers with Poisson arrivals, i.i.d. service requirements, and server-specific running costs e i , service rates ν i , and switching delays d i . We assume that the holding cost rates related to the service performance, i.e., waiting time and sojourn time, are equal for all servers. However, server-specific cost rates can be introduced without any additional complexity if, e.g., waiting in Queue i is more expensive than in Queue j. This problem, illustrated in Fig. 3 , is often referred to as the dispatching or the task assignment problem.
We utilize the results of the previous section to derive dynamic energy-and state-aware dispatching policies, which also take into account whether a particular server is switched off (or not) when idle. For the derivation, we apply two approaches: the first policy iteration (FPI) step of the Markov decision processes [1] [2] [3] (see Section 4.3), and the lookahead approach introduced in [54] (see Section 4.4). The resulting policies are compared with a set of well-known reference policies.
Reference dispatching policies
The dispatching decision can be totally random or based on some (partial) information about the job and/or the state of the system. In the class-aware setting, the class of a new job and the corresponding arrival rate and job size distribution are available. In the size-aware setting, the exact size of a job is available. Further, the above information may be available only from the new job (state-free), or also for the jobs currently in the system (state-aware). 2 For example, in size-and state-aware system one knows the exact backlog in the queues. In contrast, in the number-aware case, only the number of jobs in the queues is available. In this paper, we limit ourselves to the size-aware setting, but note that the same approach lends itself also to the other scenarios.
The reference policies are as follows:
• RND splits the arriving jobs at random among the servers (Bernoulli split). In particular, we assume the splitting probabilities balance the load, p i = ν i /ν tot .
• Size-Interval-Task-Assignment with Equal load (SITA-E) is a size-aware and state-free policy. With two servers, it assigns jobs shorter than threshold h to Queue 1 and the rest to Queue 2. The threshold is chosen so that the offered loads are equal [10, 11] .
• Greedy is the individually optimal policy, which minimizes the waiting time (Examples 1 and 2) or the sojourn time of the new job (Example 3). It takes the switching delay d and service rates into account. With equally fast servers, Greedy is equal to LWL (with work being the virtual backlog).
• Myopic minimizes the immediate costs (not only the waiting or sojourn time) while ignoring future costs (and arrivals). It is optimal by construction when λ → 0.
The first two, RND and SITA-E, are static policies, i.e., their decision is independent of the state of the queues. Note that we have excluded, e.g., RR and JSQ as they are not particularly suitable to our heterogeneous setting (at least without appropriate modifications).
Switching-off policies
As was done in [36, 37] , we consider two server-specific switching-off policies, NeverOff and InstantOff, where the former keeps the server always running even when it is idle, and the latter switches the server immediately off when it becomes idle. The rationale is as follows: When the server capacity clearly exceeds the demand, switching the idle servers off makes sense. Similarly, under a heavy load, it is advantageous to keep all the servers running nonstop (to avoid switching delay when d > 0). In between, we permit a subset of servers to operate under NeverOff, while the rest are InstantOff. The task of the dispatching policy is to take these different (a priori fixed) operating modes into account.
Under NeverOff, Server i incurs running costs with a constant rate of r R = e i (instead of (9)), and there are no switching costs or delays (equivalent to setting d i = 0). For example, the Myopic policy with NeverOff considers only the waiting time or sojourn time of the new job.
FPI based dispatching policies
Let z = (u 1 , . . . , u m ) denote the current state of the system, where u i is the backlog in Queue i. If Server i is InstantOff, then u i = 0 implies that the server is off. Otherwise the server is running. We start with an arbitrary static dispatching policy α, so that the arrival process to each queue is a Poisson process, and each queue behaves as an M/G/1 queue. In particular, the value function of the whole system is the sum of the queue-specific value functions,
Therefore, we can carry out the first policy iteration (FPI) step to obtain an efficient and robust state-dependent policy, denoted by FPI-α, that also takes into account the particular cost structure. As the system decomposes into separate queues with a static basic policy α, the resulting FPI policy is simply where a i (u, x) denotes the admission cost to Queue i as derived in Section 3, and x i is the service time in Queue i, x i = x/ν i , where ν i is the service rate of Server i. For details, we refer to [4, 5] . The queue-specific value function depends on whether the queue has been designated NeverOff or InstantOff.
FPI-RND
Let us take a closer look at how FPI-RND works with respect to waiting time. With identical servers and without switching delays, we already know that FPI-RND is equivalent to LWL [4] . Instead, consider otherwise the same setting but with two servers having an identical switching delay of d, and both servers designated as InstantOff. In this case, (26) gives that for two non-empty queues with backlogs u 1 > u 2 > 0, a W (u 1 , x) > a W (u 2 , x), and, according to the policy improvement principle, the FPI policy reduces again to LWL. However, if, say, Queue 1 is non-empty with a backlog u 1 > 0 and Queue 2 is empty, then the question is whether to initiate a switching on process in Queue 2 or not, and here FPI-RND indeed behaves differently from LWL. In particular, FPI-RND assigns a new job with size x to the empty Queue 2 if a W (u 1 
where λ and ρ denote the arrival rate and the offered load to each queue (which is the same for every queue under RND). Hence, the decisions of FPI-RND are insensitive to the job size distribution (though it is size-aware), but it is a somewhat more complicated than, e.g., LWL, which chooses the empty Queue 2 if d < u 1 .
The resulting FPI policy is of the switch-over type and is depicted in Fig. 4 where the queue-specific arrival rate is λ = 0.75 and the mean job size is E[X] = 1. For comparison, LWL assigns a new job to the idle Queue 2 whenever u 1 > d, so the corresponding switch-over curve is a vertical line at u 1 = d. We observe that LWL and FPI-RND differ only in the shaded areas at u 1 < d, where FPI-RND decides to start the idle server instead of assigning the job to the already busy server. Intuitively, this makes sense if more jobs are anticipated in the near future, which indeed is the case here (ρ = 0.75).
Lookahead based dispatching policies
The FPI based dispatching policies are limited to static basic policies, for which the value function can be determined. The Lookahead approach, introduced in [54] , tries to get around this shortcoming by taking a "closer look at the future". The basic idea is to consider jointly the new job and the one arriving next. The parameters of the latter job including the time to its arrival, T 1 , are unknown. Therefore, one computes the expected cost for actions (i 0 , i 1 ), where i 0 denotes the queue for the current job and i 1 the (tentative) queue for the next. In general, i 1 can also be determined dynamically (e.g., using Greedy or Myopic), but here we limit ourselves to fixed (tentative) second decisions. Let us consider the joint optimization of the running costs and the mean sojourn time.
Running costs with NeverOff are trivial, and thus we start by considering the running costs with InstantOff. Let (u * 1 , . . . , u * m ) denote the virtual backlogs after the first assignment according to i 0 , i.e., u * j = u j for j i 0 and u * i 0 is u i 0 with the new job and possible switching delay added. By conditioning on the arrival time T 1 = t, the running costs incurred in Queue j until then are
The running costs after time T 1 are given by the corresponding value function (10), where u is now a random variable. Let U j (T 1 ) denote the virtual backlog in Queue j after the assignment of the second job at time T 1 . By conditioning, we have, for j i 1 ,
and for Queue i 1 , after the assignment of a job with size
Hence, using (10), the running costs for action (i 0 , i 1 ) are
When comparing Lookahead actions, we can subtract the same value from all costs without affecting their relative value. Therefore, it is possible to eliminate the summation over m in the above, yielding
Waiting time: Consider next the costs associated with the waiting time. The waiting time of the first job is 
The costs the later arriving jobs incur on average follow from the value function (25) , where the backlogs are determined at time T 1 . Consequently, in this case the result depends on the first two moments of U i (T 1 ). For i i 1 , we have
For i 1 , the expression becomes more complicated. Assuming InstantOff, we have
Taking the expectation over
If the server i 1 is NeverOff, then the corresponding first and second moment of U i 1 (T 1 ) are obtained from (29) and (32) by setting d i 1 = 0. The costs of action (i 0 , i 1 ) with respect to waiting time are thus,
Also here the summation over all queues, j = 1, . . . , m, can be removed, yielding where U (0) j (T 1 ) denotes the backlog in Queue j at time T 1 given the two jobs were assigned elsewhere. For brevity, we leave the Lookahead costs with respect to the squared waiting time to reader.
Sojourn time: The expected costs with respect to the sojourn time can be determined in a similar fashion. The only difference from the waiting time case is that we need to also include the service time of the first two jobs in the immediate costs. The first job incurs an immediate cost equal to u * i 0 , which includes also the possible (remaining) switching delay. The mean sojourn time of the second job is given by (29) . Hence, the mean cost of action (i 0 , i 1 ) with respect to the sojourn time is (with
where the summation over all queues, j = 1, . . . , m, has again been removed. The number of terms in (31), (34) and (35) is constant, whereas in (30) and (33) the number of terms increases linearly as a function of m. The expected total cost is the sum of, e.g., (31) and (35), and Lookahead chooses Queue i 0 with the minimum cost,
Finally we note that in the definition of the value function (4), the long-run average costs r · t are subtracted from the expected incurred costs during the same time interval. Here we have not subtracted them during (0, T 1 ) as T 1 and the corresponding costs, r E[T 1 ], are the same for each action (i 0 , i 1 ). However, if comparing action (i 0 , i 1 ), e.g., to FPI action i 0 , then also the long-run average costs until T 1 should be taken into account (see [54] ).
Simulations
The numerical results given in this section are obtained using a special purpose simulator written in C. For each sample point, we simulated the system with given policies for around one hundred million jobs and then computed the performance measures of interest. Consequently, the analytical results, available, e.g., for the RND policies, match "exactly" with the simulated curves. The basic policy for FPI and Lookahead is SITA-E.
Example 1: Waiting time and running costs
Our first example system comprises two heterogeneous servers with the same service rate (m = 2, ν 1 = ν 2 = 1) but with different switching-off policies: Server 1 is running non-stop (NeverOff), whereas Server 2 is switched-off when it becomes idle (InstantOff). The switching delay is 2 time units. These and the other system parameters are given in Table 2 . In addition to the waiting time, we are also interested in energy consumption so our objective is
Note that with respect to waiting time, Greedy and Myopic would be equivalent, but this is no longer the case when the running costs are included. As ν 1 = ν 2 , the service times are equal in both servers, and therefore the minimization of the mean waiting and sojourn times are equivalent. As for job size distributions, we consider three cases: The numerical results are depicted in Fig. 5 . The x-axis corresponds to the offered load ρ, and the y-axis is the relative mean performance when compared to SITA-E, Mean cost rate with policy α Mean cost rate with SITA-E .
We observe that RND is always worse than SITA-E, as expected. 3 Greedy is generally better than Myopic, which suggests that Myopic avoids starting Server 2 unnecessarily. Note also that with Pareto distributed job sizes both are eventually worse than SITA-E (as expected). In contrast, FPI and Lookahead, both based on SITA-E, always achieve the lowest cost rates with Lookahead being slightly better. The difference relative to the other policies is especially striking in Fig. 5(c) , where the job sizes vary the most.
Example 2: Squared waiting time
Let us consider next the minimization of the mean squared waiting time combined with running costs,
The squared waiting time term combines both efficiency (mean waiting time) and fairness (no job should wait much longer than others). Equivalently, as E[
, the objective is to jointly minimize the mean and the variance of the waiting time, along with the running costs.
We assume the same two-server system, where only the secondary server 2 is switched-off when idle. Note that this is in fact quite a reasonable static compromise because when the load is low, a single server is often sufficient, and at very high level of load the busy periods become long and the importance of the switching delay diminishes automatically. As the performance of SITA-E turns out to be rather weak in this case, we compare the mean performance of each policy to that of Greedy. The numerical results are depicted in Fig. 6 , where the small subfigures illustrate the situation at a larger scale. We can observe that the results are quite similar to those of Fig. 5 . The dynamic Greedy and Myopic policies are now significantly better than SITA-E and RND in all cases. FPI and Lookahead, based on the value functions derived in Section 3, again yield the best performance in every case. The difference between them is small, except in the case of the Pareto distributed job sizes when ρ is high.
Example 3: Four servers with InstantOff and NeverOff
As a final example, we consider the joint optimization of the server switching-off policy and the dispatching policy. To this end, we assume slightly larger setups with four servers and three different sets of operating parameters, (a)-(c) given in Table 3 . In Scenario (a), we have four identical servers with unit service rates ν i = 1, unit running costs e i = 1, and unit switching delays d i = 1. In Scenario (b), the servers are heterogeneous in their energy consumptions, e i = i (say, older servers are less energy efficient). In Scenario (c), the service rates also vary, ν i = i, and the energy consumption is assumed to be proportional to the service speed squared, e i ∝ (ν i ) 2 (cf. [40, 55] ). The switching delay is the same in every scenario, and the job sizes are exponentially distributed with unit mean.
As we have heterogeneous service rates, it is often more meaningful to consider sojourn time instead of waiting time. Hence, our objective is to minimize the sum of the sojourn times and running costs,
Accordingly, the individually optimal Greedy policy considers now the sojourn time, whereas Myopic and FPI are aware of the actual cost structure.
For each dispatching policy and load level ρ, we evaluate all 16 possible configurations of the switching-off policies (InstantOff and NeverOff) and then choose the best among them. Fig. 7 illustrates the optimal configuration of the switching-off policies as a function of ρ, when the jobs are dispatched using FPI. We can observe that, as expected, initially all servers are in InstantOff mode, and as the load increases more and more servers are set to run non-stop (NeverOff). Interestingly, in Scenario (c) the slowest server is left in InstantOff mode when the load is very high. Note that this does not imply that it is not used, however.
The performance in terms of costs is depicted in Fig. 8 . The reference policy is SITA-E with all servers operating under InstantOff. We can see that the optimal switching-off strategy can save up to 10% when the dispatching policy remains the same (SITA-E).
The Myopic policy that minimizes the immediate costs and neglects future arrivals yields a reasonable mean cost rate. A somewhat better performance is obtained by Greedy in Scenarios (a) and (b). However, in the power proportional Scenario (c), Greedy fails miserably, especially when the load is low. This is due to the fact that Greedy favors the fast but expensive server blindly. In contrast, FPI shows a very good and robust performance in each scenario, and shines especially under heavy loads (ρ > 0.9) and in Scenario (c), where both Greedy and Myopic have clear problems. Lookahead yields even better performance and is strong even when FPI is marginally behind Greedy in Scenario (a). However, the difference between FPI and Lookahead is not huge, which suggests that FPI is already nearly optimal. 
Conclusions
We have studied the classical dispatching or task assignment problem, where arriving jobs are immediately routed to one of several available parallel servers. Because of the current concern about energy consumption, and in contrast to traditional models, we assume that the servers can be switched off in order to save energy. The downside is that there is also a server-specific switching delay, i.e., switching Server i back on takes a certain time d i (e.g., the boot time of a server). Further, we assume a rather general cost structure, which includes both the server specific running and switching costs, as well as performance-specific metrics such as waiting time and sojourn time, including their second moments (as a measure of fairness).
Our analysis of the value functions for a single M/G/1 queue with a switching delay generalizes earlier results that considered only first moments and did not include switching delay. The value functions enable us, by means of FPI and Lookahead, to develop efficient state-dependent dispatching policies, which take into account the switching delay, the cost structure and future arrivals. In the numerical examples, the FPI and Lookahead based policies consistently achieved the lowest mean cost rates. FPI is only the first (albeit often the most significant) step towards the optimal policy. Our future work includes analyzing the settings where the optimal energy-aware dispatching policies can be developed.
