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Cílem této práce je prozkoumat současný stav v oblasti automatizovaného testování infor-
mačních systémů, dále vytvořit sadu testovacích nástrojů pro automatické ověření validity
systému Webnode. Pro vytvoření sady testovacích nástrojů byl použit programovací jazyk
Java s knihovnou Selenium. Tyto nástroje lze použít jak pro lokální testování, tak se slu-
žbami BrowserStack a SauceLabs pro vzdálené testování v různých operačních systémech
a v různých verzích prohlížečů. Výsledek této práce pomůže vývojářům systému Webnode
automaticky ověřit, zda je nová verze systému validní. Čtenáři tento text objasní funkci a
použití knihovny Selenium pro automatizaci webového prohlížeče, její použití pro testování
informačních systémů a její propojení se službami BrowserStack a SauceLabs.
Abstract
The goal of this thesis is to research current options in automated testing of information
systems, create testing tools for automatic validity check of the Webnode system. These
tools were created using Java programming language in combination with Selenium library.
They can be used for local or even for remote testing with BrowserStack and SauceLabs.
These two services are used for running your tests under many different operating systems
and browser versions. The product of this thesis will help developers of Webnode project
to automatically verify the validity of new features. It will show to the reader, how to
use Selenium library to automate web browser, how to use it for automated testing of
information systems and also how to connect it with BrowserStack and SauceLabs services.
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Tato bakalářská práce vznikla ve spolupráci se společností Webnode a zabývá se oblastí
automatického testování informačních systémů. Budou zde popsány možnosti testování in-
formačních systémů se zaměřením na open source knihovnu Selenium. Dále zde bude vysvět-
lena činnost této knihovny a popis jejího použítí s programovacím jazykem Java. K úplnému
vysvětlení činnosti této knihovny zde bude popsán objektový model dokumentu (DOM),
principy jazyků XPath a JavaScript.
V rámci této práce byly navrženy a implementovány testovací nástroje, pomocí nichž
lze ověřit správnou funkčnost systému Webnode. Tato práce vznikla kvůli stále narůstající
potřebě automatického otestování funkčnosti jednotlivých komponent systému Webnode,
který aktuálně používá přes 15 milionů uživatelů, a jejich počet se neustále zvyšuje. Spolu se
zvyšujícím se počtem uživatelů roste i samotný systém. Přidáváním nových funkcí se stává
čím dál náročnější otestovat systém ručně, na různých platformách a v různých webových
prohlížečích. Výsledek této práce systém automaticky ověří, a díky spolupráci se službami
BrowserStack a SauceLabs může být toto ověření provedeno na mnoha platformách a v růz-
ných typech a verzích webových prohlížečů.
Pro čtenáře, kteří neznají systém Webnode, je uveden stručný popis v kapitole Analýza,
kde je i mimo jiné popsána knihovna Selenium. Dále jsou v této kapitole popsány jednotlivé
požadavky na testovací nástroje a jednotlivé testovací scénáře.
V kapitole Návrh je uvedena architektura těchto testovacích nástrojů, zejména diagram
tříd a popis jeho jednotlivých komponent.
Kapitola Implementace popisuje programovou část této práce, dále obsahuje stručný
návod k vytváření nových testovacích scénářů a k použití testovacích nástrojů.
Poslední kapitola Závěr obsahuje shrnutí výsledků této bakalářské práce, dále obsahuje




V této kapitole bude popsáno několik testovacích nástrojů a služeb pro usnadnění testování.
Také zde bude popsána služba Webnode a dva ukázkové testovací scénáře.
2.1 Automatizované testování
Automatizované testování je dle [15] proces zautomatizování ručních testů pomocí automa-
tizovaného nástroje, jako je například Selenium.
Automatizované testování má proti manuálnímu testování hned několik výhod. Nemůže
se stát, že by se některá část testu zapomněla otestovat. V automatizovaném testu se
vykonává stále stejný kód, takže není prostor pro nějaké lidské chyby typu špatný vstup
do vstupního pole. Na počátku je sice nutné, vynaložit čas na vytvoření automatizovaných
testů, následně je ale mnoho času ušetřeno, protože se vše testuje automaticky, testy mohou
běžet paralelně na více platformách a rychleji, než by jednotlivé úkony prováděl člověk. Testy
lze spouštět bez většího úsilí po každé větší změně v programu testované aplikace.
2.1.1 Automatizované testování webových aplikací
Testování webových stránek využívá objektového modelu dokumentu DOM v kombinaci
s lokalizačním jazykem XPATH pro adresaci jednotlivých elementů webové stránky. Nad
těmito elementy lze pak vykonávat různé operace a ověření, že se element na stránce nachází,
nebo funkce jako click pro kliknutí a type pro vepsání textu. Dále lze programově zjišťovat
hodnotu atributů daného elementu, nebo se pohybovat relativně po DOM stromu směrem
k nebo od kořene DOM stromu.
Protože se jedná o testování webových aplikací, jednotlivé akce jako klik na určitý
element vyvolají patřičné HTTP požadavky, takže pro potřeby ladění můžeme využít HTTP
proxy (například program Fiddler), díky které si můžeme zobrazit veškerou komunikaci mezi
klientem a serverem ve formě HTTP požadavků, což při testování desktopových aplikací
není možné.
DOM
Objektový dokumentový model (DOM) je platformově a jazykově nezávislé rozhraní a
standard od mezinárodního konsorcia W3C. S pomocí DOM mohou programy a skripty
přistupovat k obsahu HTML a XML dokumentů, nebo tento obsah měnit. DOM umožňuje
stromový přístup k dokumentu, přidávat nebo odebírat jednotlivé uzly. Kořenovým uzlem
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tohoto stromu je vždy uzel Document, reprentující celý dokument jako celek. Specifikace
tohoto standardu jsou rozděleny do několika úrovní, kdy novější úroveň rozšiřuje specifikaci
původní úrovně a zachovává zpětnou kompatibilitu. [5]
XPath
XPath je jazyk pro adresování uzlů v XML dokumentech. Výsledkem XPath dotazu je
množina elementů, nebo hodnota atributu daného elementu. XPath nabízí mnoho možností,
jak adresovat konkrétní element. Lze užít jak relavitní, tak absolutní adresu (zadanou jed-
notlivými elementy od kořene k danému elementu). Dále obsahuje mnoho předdefinovaných
funkcí pro adresaci potomků a rodičů aktuálního uzlu. Také obsahuje příkazy pro hledání
elementu s určitou hodnotou atributu a mnoho dalších funkcí.
2.2 Huxley
Testovací systém, který narozdíl od ostatních zmíněných v tomto dokumentu, testuje na
základě vizuální podoby (porovnává snímky obrazovky). Automatizované testy nemohou
zjistit, že něco vizuálně není v pořádku, tento problém řeší systém Huxley.
Je napsán ve skriptovacím jazyce Python a může pracovat ve dvouch režimech:
Playback v tomto režimu jsou spouštěny jednotlivé testy vytvořené v modu Record. Pra-
cuje tak, že porovnává nově vytvořené snímky obrazovky s těmi, které byly pořízeny
dříve. V případě že se snímky liší, je oznámeno hlášení, designér poté zkontroluje,
zdali opravdu vznikla chyba v uživatelském rozhraní.
Record v tomto režimu se pomocí Selenium WebDriver otevře nové okno prohlížeče,
ve kterém se nahrávají akce uživatele. Pokud uživatel chce v daném bodě porovnávat
snímky obrazovky, stiskne ENTER.
Informace o testovacím systému Huxley byly čerpány z [8].
2.3 PhantomJS
Testovací headless framework (testování bez webového prohlížeče) pracující s jádrem Web-
Kit. Přístup a manipulaci s webovými stránkámi vykonává pomocí standardních DOM
API nebo pomocí knihovny jQuery. Obsahuje nástroje pro monitorování provozu v síti (au-
tomatické analýzy výkonu, měření doby načítání stránky a export ve standardním HAR
formátu).
Tyto informace čerpány z [9].
2.4 SlimerJS
Podobný frameworku PhantomJS, ale na rozdíl od něj SlimerJS pracuje s jádrem Gecko.
Tyto informace čerpány z [14].
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2.5 Funcunit
JavaScriptový testovací framework pro webové aplikace, kombinující několik dalších kniho-
ven a nástrojů:
Selenium Použito k otevření/zavření prohlížeče a spouštění automatizovaných testů.
QUnit Framework založen na unit testování, slouží ke spouštění, kontrole a reportování
výsledku testů.
jQuery Využito k vyhledávání elementů na stránce a spouštění událostí.
Env.js Poskytuje přenositelnou implementaci prohlížeče, který slouží jako skriptovací pro-
středí.
Rhino Open source implementace JavaScriptu, napsaná v jazyce Java.
Syn Knihovna pro simulaci událostí.
Tyto informace čerpány z [6].
2.6 Watir
Projekt Watir (Web Application Testing in Ruby) je sada open-source (BSD) Ruby kniho-
ven pro automatizaci webového prohlížeče. Watir interaguje s webovým prohlížečem, tak
jako skutečný uživatel, je schopen klikat na odkazy a tlačítka, vyplňovat formuláře, a také
umožňuje kontrolovat, zdali se na dané stránce zobrazil očekávaný text.
Projekt je multiplaformní a podporuje prohlížeče Chrome, Internet Explorer, FireFox,
Opera a Safari. Prohlížeče jsou ovládány jinak, než je tomu u HTTP testovacích kniho-
ven (viz. následující kapitola Selenium 2.7). Watir řídí prohlížeč přímo, pomocí protokolu
”
Object Linking and Embedding“, který je vyvinut nad architekturou
”
Component Object
Model (COM)“. Proces webového prohlížeče slouží jako objekt, zpřístupnňující své metody
pro automatizaci, tyto metody jsou pak volány z uživatelských programů v jazyce Ruby,
jak je psáno ve Watir dokumentaci[16] a [7].
2.7 Selenium
Informace o této knihovně byly čerpány z Selenium Browser Automation [11]. V rámci
této bakalářské práce vzniknou testovací nástroje pro společnost Webnode s využitím této
knihovny, která zde bude podrobně popsána. Tato knihovna se skládá ze tří částí, všechny tři
budou popsány v následujících kapitolách. Testovací nástroje vzniknou využitím Selenium 2.
Selenium se snaží o interakci s webovými stránkami skutečně tak, jak by s nimi interagoval
skutečný uživatel.
2.7.1 Historie
První verze této knihovny Selenium vznikla v roce 2004 a byla napsána Jasonem Huggin-
sonem pro testování webových stránek. Byla napsána ve skriptovacím jazyce JavaScript,
umožňovala interaktivně ovládat webové stránky a položila základ dnešnímu Selenium IDE
a Selenium RC. Tato první verze byla založena na automatizování běžných úkonů pomocí
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JavaScriptu a kvůli bezpečnostním omezením webových prohlížečů nebylo možné provádět
některé pokročilé operace.
Proto v roce 2006 vznikl projekt Webdriver, který si kladl za cíl vytvořit testovací
nástroj, který bude s prohlížečem komunikovat použitím nativních metod prohlížeče a ope-
račního systému. Tímto způsobem se vyhnul limitům původní knihovny Selenium.
Tyto dva projekty se v roce 2008 spojily a pod názvem Selenium 2 vytvořily komplexní
nástroj pro testovaní a automatizaci webových stránek.
2.7.2 Selenium IDE
Selenium IDE slouží k vytváření testů a automatizovaných úkonů pomocí doplňku pro
webový prohlížeč Firefox (viz obrázek 2.1). Ty jsou vytvářeny tak, že uživatel nahrává
svoji činnost, a ta je zapisována formou jednotlivých příkazů do tabulky. Do této tabulky
lze i ručně vpisovat jednotlivé příkazy. Tyto příkazy mohou být jednak základní příkazy
typu klik, vlož text, ale i pokročilé metody ověřování nadpisu stránky, nebo různé assertions,
podobné těm z testovací knihovny JUnit pro jazyk Java. Jednotlivé příkazy mají vždy 3
položky:
command Udává jméno příkazu.
target Udává cílový element příkazu.
value Obsahuje hodnotu příkazu.
Vytvořené testy (příkazy) lze také zobrazit v HTML kódu, dále je lze exportovat do jed-
noho z programovacích jazyků Java, Ruby, C# a následně je užít v Selenium 2 popsaném
níže.
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Obrázek 2.1: Selenium IDE doplňek pro webový prohlížeč FireFox.
2.7.3 Selenium RC
Je také označován jako Selenium 1, skládá se ze dvou hlavních částí:
Selenium Remote Control Server tato část spouští/ukončuje webový prohlížeč, inter-
pretuje a spouští Selenium příkazy, které dostal od testovacího programu. Tyto pří-
kazy interpretuje pomocí JavaScriptového interpretu daného webového prohlížeče.
Po vykonání daného příkazu navrací testovacímu programu výsledek těchto příkazů.
Dále funguje jako HTTP proxy, zachycující a ověřující HTTP zprávy mezi webo-
vým prohlížečem a testovacím programem. Server přijímá Selenium příkazy pomocí
jedoduchých HTTP GET/POST požadavků, takže lze používat širokou škálu progra-
movacích jazyků, které mohou posílat HTTP požadavky zpět testovacímu programu.
Klientské knihovny poskytující programové rozhraní mezi programovacím jazykem a Se-
lenium RC Serverem. Podporované programovací jazyky jsou Java, Ruby, Python,
Perl, PHP a .NET, pro každý z těchto jazyků nabízí Selenium klientskou knihovnu.
Tyto klientské knihovny přijímají Selenium příkazy a předávají je Selenium serveru
k vykonání, ten poté vrátí návratovou hodnotu daného příkazu.
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Obrázek 2.2: Architektura Selenium RC, obrázek z Selenium Browser Automation [11].
2.7.4 Selenium 2
Hlavní změna v Selenium 2 je integrace WebDriver API. To bylo vytvořeno pro lepší pod-
poru dynamických webových stránek, na kterých se elementy mohou měnit bez toho, aby
se celá stránka musela znovu načíst.
Funkce WebDriver API je taková, že při vytvoření instance z třídy, která implementuje
rozhraní WebDriver, se otevře okno prohlížeče, se kterým komunikujeme pomocí této in-
stance. Tuto intanci můžeme vytvořit ze tříd ChromeDriver, FirefoxDriver a dalších. Na-
příklad, pokud chceme, aby prohlížeč otevřel stránku http://www.google.com, napíšeme
do programu instanceDriver.get("http://www.google.com").
Selenium 2 vytváří přímá volání webového prohlížeče užitím jeho nativní podpory pro
automatizaci. To, jak jsou tyto přímá volání implementována, záleží na webovém prohlížeči,
nad kterým jsou realizována. Na rozdíl od Selenium RC, které prohlížeči při spouštění
předsune daný JavaScriptový kód a tím se vyvolají patřičné akce.
S rostoucím počtem testů a s jejich rostoucí složitostí se začínají projevovat různé
limity. Selenium 2 může být při ovládání prohlížeče velice pomalý a Remote Control Server
může být úzkým hrdlem testování. Souběžné spuštění více konkurentních testů na stejném
Remote Control Serveru, se začne projevovat snížením stability testů (nedoporučuje se
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spouštět více než 6 konkurentních testů, u prohlížeče Internet Explorer je toto číslo ještě
menší). Kvůli těmto limitům jsou Selenium testy většinou spuštěny v sekvenci za sebou
nebo pouze mírně paralelně, tyto problémy řeší Selenium Grid [12].
2.7.5 Selenium Grid
Selenium Grid využívá toho, že testovaná webová aplikace a Remote Control Server/webový
prohlížeč nemusí být spuštěny na jednom počítači, ale na různých a komunikovat spolu
pomocí protokolu HTTP.
Typické užití Selenium Grid je, že máme určitout sadu Selenium Remote Control Ser-
verů, které můžeme snadno sdílet napříč jednotlivými verzemi, testovanými aplikacemi
a projekty. Z nichž každý Selenium Remote Control může nabízet různé platformy a verze,
nebo typy webových prohlížečů. Selenium Remote Control sdělí komponentě Selenium Hub,
které platformy a prohlížeče poskytuje.
Obrázek 2.3: Zobrazení architektury Selenium Grid, obrázek z How Selenium Grid
works [12].
Selenium Hub alokuje Selenium Remote Control pro konkrétní požadavky testů, ty
mohou žádat specifickou platformu, nebo verzi webového prohlížeče. Dále omezuje počet
konkurentních testů a zastiňuje testům architeru Selenium Grid. Zastínění architektury
Selenium Grid je výhodné, protože při změně ze Selenium 2 na Selenium Grid se v progra-
movém kódu testu nemusí téměř nic měnit.
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2.8 Služba SauceLabs
Tato služba funguje na principu Selenium Grid a usnadňuje vývojářům testování jejich
aplikací na různých operačních systémech, typech a verzích prohlížečů. Umožňuje propojení
s testovací knihovnou Selenium pouze malou změnou programového kódu testu.
Pokud chceme vytvořit test, který se nebude spouštět na lokálním počítači, ale bude
se spouštět na vzdáleném virtuálním stroji této služby, stačí pouze pozměnit vytváření in-
stance WebDriveru knihovny Selenium, které bylo popsáno v sekci Selenium 2 2.7.4. Místo
vytváření instance ChromeDriver se bude vytvářet instance třídy RemoteWebDriver. Speci-
fikace platformy a webového prohlížeče se řeší pomocí nastavení objektu capabilities, kte-
rému pomocí metody setCapability(klíč, hodnota), specifikujeme příslušné nastavení,
kde klíč je jméno proměnné, kterou nastavujeme a hodnota je její hodnota. Pro nastavení
platformy na Windows 7 použijeme následující capability: setCapability("platform",
"Windows 2008"). Podrobný popis všech nastavní capability lze najít v SauceLabs doku-
mentaci [10]. Objekt capability, jehož metoda setCapability(klíč, hodnota) je volána,
se předává konstruktoru třídy RemoteWebDriver spolu s URL, která přísluší k registrova-
nému účtu u služby SauceLabs takto:
new RemoteWebDriver( new URL("url"), capabilities).
Po přihlášení do této služby se zobrazí tabulka s testy, které pod daným účtem byly
spuštěny a také pod jakou platformou, v jakém prohlížeči, v jaké verzi a s jakým výsledkem
skončily. Každý z těchto testů si lze otevřít a zobrazit tak podrobnější informace.
Pokud test ještě běží, lze přes vzdálenou plochu manuálně ovládat počítač, na kte-
rém je test spuštěn. Lze zobrazit seznam všech HTTP požadavků, u kterých je napsáno,
který webový element byl požadován a v jakém čase, dále lze zobrazit snímky obrazovky
nebo celý záznam testu, který probíhal. Nahrávání průběhu testu a snímky obrazovky lze
vypnout, pro rychlejší průběh a zejména dokončení testu (na konci se nahrává video do vý-
pisu jednotlivých testů) a v případě ladění opět zapnout. Každý spuštěný test lze manuálně
ukončit.
Z programového kódu lze získávat informace o prostředcích SauceLabs pomocí HTTP
požadavků ve formátu JSON, tyto požadavky vytváří SauceLabs REST API, které je im-
plementované v knihovnách pro programovací jazyky Java, Ruby, PHP a JavaScript. Lze
získat informace o spuštěném testu, prohlížet si záznamy testů, logovací soubory testu, ale
hlavně lze spuštěný test ukončit voláním metody stopJob(session), která požaduje jediný
parametr a tím je id session, v rámci které byl test, který chceme ukončit, spuštěn.
Služba také nabízí možnost manuálního testování, při zvolení této možnosti je uživatel
vyzván k výběru platformy a prohlížeče. Po dokončení výběru se otevře okno se vzdálenou
plochou do vybrané platformy a běžícím prohlížečem, který si uživatel vybral.
Dále SauceLabs nabízí testování webových stránek na mobilních platformách Android
a iOS pomocí open source nástroje pro automatizaci jménem Appium. Tento nástroj může
testovat jak nativní, tak hybridní aplikace, dokonce může testovat mobilní verzi prohlížeče
Safari na iOS. Používá Selenium JSON Wire Protocol, takže lze používat libovolný jazyk
podporovaný knihovnou Selenium. Při použití Appium není nutné provádět žádné změny
v kódu testované aplikace a díky tomu, že používá framework přímo od Apple a Google,
jsou testy vykonávány přesně tak, jako by je vykonával uživatel [1].
Tato služba v nejlevnější verzi stojí 12$/měsíc (2 konkurentní virtuální počítače, 2
hodiny automatického testování měsíčně), v nejdražší verzi 149$/měsíc (6 konkurentních
virtuálních počítačů, 30 hodin automatického testování měsíčně). Tyto ceny byly k datu
14.3. 2014. Vytvořené nástroje se budou soustředit právě na tuto službu.
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2.9 Služba BrowserStack
Tato služba je podobná SauceLabs, nabízí manuální testování (pojmenováno Live), auto-
matické testování pomocí Selenium a službu generující náhledy (snímky obrazovky) pro
danou webovou stránku.
Služba BrowserStack také podporuje REST API pro získání informací o testech pro-
střednictvím příkazové řádky (není zde knihovna pro programovací jazyky).
BrowserStack nabízí oproti SauceLabs mnoho typů licencí. Automatické testování s dvěma
konkureními virtuálními stroji stojí 99$/měsíc, pět konkurentních virtuálních strojů stojí
199$/měsíc, tyto údaje byly k datu 14.3. 2014. Cena byla jedním z důvodů, proč se při
vývoji testovacích nástrojů soustředím na službu SauceLabs, které mi navíc poskytlo 1000
minut testování zdarma. Dalším důvodem bylo, že SauceLabs umožňuje testy spouštět přes
proxy server a celkově SauceLabs poskytuje více možností nastavení. Informace byly čer-
pány z dokumentace a portálu služby BrowserStack [3].
2.10 Systém Webnode
Projekt Webnode byl spuštěn v roce 2008 a od té doby si našel mnoho uživatelů po ce-
lém světě, kterým umožňuje vytvořit si webové stránky bez znalosti programování. Služba
nabízí celkem 3 typy stránek: osobní, firemní a internetový obchod, a každou znich lze vy-
užívat zdarma s menšími omezeními, nebo si koupit prémiový balíček. Při tvorbě stránek
si zákazník může vybrat ze široké škály šablon, které mění vzhled webové stránky. K dané
webové stránce si je možné přiřadit doménu. Všechny tyto uživatelské stránky se editují v
”
editaci stránek“. V této
”
editaci stránek“ lze na stránky vkládat nejrůznější formy obsahu,
například: formátovaný text, fotogalerii a různé miniaplikace (tzv.
”
widgety“). Tato minia-
plikace je například vložení videa z YouTube, nebo vložení mapy z Gooogle maps. Z těchto
hlavních částí se skládá systém Webnode a výsledek této práce bude některé z nich ověřovat.
2.11 Testovací scénáře
Reálné testovací scénáře, které vznikly v rámci této práce budou popsány v následující
sekci. Tato práce si nedává za úkol otestovat celý systém Webnode, ale pouze uvést vzorové
řešení, pomocí něhož bude možné vytvořit další testovací scénáře.
Tyto testovací scénáře interagují se systémem Webnode tak, jako by interagoval sku-
tečný uživatel, tj. simulují kliknutí myší, vkládají obsah a editují text.
2.11.1 Otestování plateb za prémiové služby
V rámci tohoto testovacího scénáře se založí projekt na vývojovém serveru. Jméno projektu
a email musí být náhodné (aby nedocházelo ke konfliktu s již existujícími projekty). Projde
se průvodce vytváření webové stránky a objednají se prémiové služby. Otestuje se platba
za tyto služby pomocí: bankovního převodu, služby PayPal a platba platební kartou.
2.11.2 Ověření funkčnosti editace webu
V rámci tohoto testovacího scénáře se test přihlásí k existujícímu testovacímu projektu a
přejde do editace stránek (nebo vytvoří nový projekt s náhodnou šablonou, na které se
bude testovat). Zde vytvoří novou stránku, na které se pokusí vložit různé prvky (např.
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formátovaný text, fotogalerii). Test musí ověřovat, že se daný prvek na stránku opravdu




Návrh architektury těchto testovacích nástrojů vznikal již v září minulého roku, aby se mohl
co nejdříve vytvořit funkční prototyp, který by se dále vylepšoval. V reálném prostředí je
občas nutné reagovat na změny v návrhu a to se týká i této práce. V počáteční verzi těchto
nástrojů byly testy spouštěny pouze sekvenčně, bez možnosti paralelního běhu více testů
a bez kontrolních vláken pro řízení testů. V následující fázi vývoje byla přidána podpora
pro spuštění více testů paralelně a ke každému spuštěnému testu bylo vytvořeno kontrolní
vlákno, které test řídilo. V této fázi každý test začínal vždy
”
od začátku“, takže se vždy
nejprve musel přihlásit k projektu, pak se vykonal a zavřel okno prohlížeče, což se ukázalo
jako časově neefektivní, proto byla architektura mírně pozměněna. Výsledkem bylo to, že
jeden testovací scénář se skládá z přípravné jednotky a sady testů, které vždy začínají
z výchozího místa, které přípravná jednotka (SetupUnit) nachystala.
V této kapitole bude tento návrh architektury detailně popsán.
3.1 Balík control
V tomto balíku se soustřeďuje logika a řízení aplikace. V jednotlivých sekcích bude popsána
činnost jednotlivých tříd.
3.1.1 Třída Control
Control je hlavní řídící třída, obsahuje metodu main a je vstupním bodem programu. V této
třídě jsou zpracovávány parametry z příkazové řádky (celé dílo bude šířeno formou java-
archive - JAR), kterému je možné zadat tyto parametry:
-help Vypíše nápovědu.
-runTestSuite: testSuite.json Spustí test suite testSuite.json, tento parametr je po-
vinný.
-logFile: logOutput.txt Přesměruje výstup do souboru logOutput.txt.
-sauceLabs Nastavení vzdáleného testovaní na Saucelabs.
-browserStack Nastavení vzdáleného testovaní na BrowserStack.
Ostatní nastavení, jako cesty k ovladačům prohlížečů, se nachází v souboru config.ini.
Z tohoto souboru se za běhu načtou cesty k ovladačům a načtou hodnoty různých proměn-
ných pro nastavní, soubor má strukturu klíč hodnota.
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3.1.2 Třída TestSuite
Jak bylo popsáno výše, zadáním parametru -runTestSuite: testSuite.json, se speci-
fikuje, který TestSuite se bude spouštět. Soubor testSuite.json bude psán v JavaScript
Object Notation - JSON a jeho struktura je popsána níže:
1 {
2 "description": "popis test suite",
3 "setupUnit": {"file": "wtests.specificSetups.CMSsetup", "
params": {"par1": "value1"}},
4 "tests": [
5 {"file": "test1", "params": {"param1": "hodnota1"}},
6 {"file": "test2", "params": {"param1": "hodnota1"}},




Tedy každý TestSuite se skládá z popisu dané TestSuite (description), který popisuje
její činnost. Dále TestSuite obsahuje jednu SetupUnit, což je specifický typ testu, který
ani nemá za úkol testovat, jako spíše připravit okno prohlížeče do výchozího stavu, ze kte-
rého pak budou spouštěny jednotlivé testy. Pokud kterýkoliv test kromě posledního selže, je
nutné znovu spustit tuto SetupUnit. Poslední částí TestSuite je alespoň jeden test, nebo
jich může být i více. Tyto testy jsou spouštěny jeden za druhým, až jsou všechny testy
dokončeny, je TestSuite označena jako dokončená a tím končí i běh programu. SetupUnit
a jednotlivé testy mohou mít jeden a více parametrů, při jejich nezadání jsou doplněny
implicitní hodnotou. Čtením vstupního JSON souboru jsou z textových řetězců (plně kva-
lifikovaných názvů tříd) za běhu vytvářeny jednotlivé instance testů (a jedné SetupUnit)
a přiřazovány k dané TestSuite.
Tím lze docílit změny, nebo vytvořením nové TestSuite bez nutnosti překladu zdrojo-
vých kódů, což si návrh dával za cíl. Mít veškeré konfigurace programu a testovacích scénářů
v externích souborech tak, aby při jejich změně nebylo nutné program znovu překládat.
3.1.3 Třída RunTestNewThread
Při vzdáleném testování pomocí služby SauceLabs je v souboru browserConfig.json nutné
nastavit, na jaké platformě se bude daná test suite spouštět, v jakém prohlížeči a v jaké
verzi. Tento soubor dále umožňuje nastavit, jestli se při testu mají brát snímky obrazovky
a jestli se má nahrávat video s průběhem testu. Jeho struktura je následující:
1 [
2 {"platform": "Windows 7", "browser": "chrome", "version":
"latest", "record -screenshots": "true", "record -video":
"true"}
3 ]
Položka ”version” může nabývat například ”32” pro konkrétní verzi, nebo hodnotu ”la-
test”pro nejnovější možnou verzi prohlížeče. Počet záznamů v souboru browserConfig.json
je neomezený a každý záznam znamená konfiguraci, se kterou se má TestSuite spustit.
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Test suite se spustí pro všechny tyto konfigurace. Najednou však maximálně M konfigu-
rací, kde M udává, kolik konkurentních testů lze v danou chvíli spustit. Tento počet lze
nastavit v souboru config.ini. Pro každé spuštění TestSuite s danou konfigurací je vy-
tvářena instance třídy RunTestNewThread. Ta, po svém spuštění metodou start(), spouští
SetupUnit a jednotlivé testy v novém vlákně, v rámci něhož vytváří ještě kontrolní vlákno,
které může v případě dlouhé nečinnosti test ukončit.
Po dokončení běhu všech test suite metoda main() třídy Control uzavře FileWritter
pro zapisování do souboru JSON.out a běh programu končí.
Při lokálním testování jsou podporovány pouze prohlížeče Chrome, Internet Explorer
a FireFox, ostatní prohlížeče je možné zanedbat. Výsledné testovací nástroje ale poběží
na virtuálním Unixovém serveru v kombinaci se službou SauceLabs, proto je hlavní důraz
kladen na vzdálené testování.
Soubor SauceBrowsers.json obsahuje kombinace všech podporovaných kombinací plat-
forem, typů a verzí prohlížečů. Tento soubor lze aktualizovat zadáním parametru
-updatebrowsers, nebo ručně z url http://saucelabs.com/rest/v1/info/browsers/
webdriver.
Spuštění libovolné test suite vypisuje výsledky spuštěné test suite na standardní výstup,
ale zároveň se vytváří výstup do souboru json.out. Struktura tohoto souboru není JSON,
ale pseudo JSON, přičemž na každém řádku se v tomto souboru nachází jeden JSON objekt,
který byl vytvořen serializací instance třídy TestReport (voláním její metody toJSON()).
Tato instance je vytvářena po každém doběhnutí SetupUnitu nebo testu a obsahuje infor-
mace o tom, s jakým stavem test skončil, popřípadně jaká nastala chyba. Dále obsahuje
přímý URL odkaz na SauceLabs, respektive BrowserStack (pouze v případě vzdáleného tes-
tování na SauceLabs, respektive BrowserStack), kde je možné čerpat detailnější informace
o testu. Správné převzetí informací z tohoto souboru je přenecháno na skript, který tyto
testovací nástroje spouští a napojuje je na vývojové nástroje systému Webnode.
1 {"description": "popis", "platform": "platforma", "browser": "
prohlizec", "version": "verze prohlížeče", "status": "OK",
"class": "className", "line": 0, "exception": "none", "
errDesc": "none", "testURL": "testURL", "runtime":"0 min 0
sec", "testOrder": "-1"}
2
3 {"description": "popis", "platform": "platforma", "browser": "
prohlizec", "version": "verze prohlížeče", "status": "OK",
"class": "className", "line": 0, "exception": "none", "
errDesc": "none", "testURL": "testURL", "runtime":"0 min 26
sec", "testOrder": "0"}
3.2 Balík Logic
Třídy v tomto balíku popisují hirearchickou strukturu testovacích tříd. Všechny tyto třídy
jsou abstraktní, jejich konkrétní implementace jsou v balíku specificTests viz sekce 3.4.
3.2.1 Třída RunnableBody
Třída RunnableBody je předkem všech typů testovacích tříd i SetupUnit. Tato třída obsa-
huje abstraktní metodu runnableBody(), která reprezentuje posloupnost Selenium příkazů.
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V této metodě bude mít každý test/SetupUnit svoje příkazy, které se mají vykonat. Od
této třídy dědí třída Test, která je abstraktní třídou pro jednotlivé typy testů. V tomto
návrhu jsou uvažovány tři typy testů, které budou popsány v následujících podsekcích.
Testy administrace projektu
Tyto testy se budou přihlašovat k existujícím testovacím účtům, nebo budou vytvářet
nové testovací účty na testovacím serveru a přihlašovat se k nim. Po přihlášení budou
ověřovat správnou funkčnost plateb za prémiové balíčky a správnost vystavování faktur
za tyto balíčky. Mohou ověřovat funkčnost přiřazování domén a správu emailových účtů.
Dále mohou testovat funkčnost zálohování a obnovy dat. Tyto testy mohou také ověřovat
správnost měření počtu přenesených dat na daném účtu. V neposlední řadě mohou tyto testy
také otestovat funkčnost jednotlivých odkazů v administraci projektu, jestli nás přesunou
na požadovanou stránku či nikoliv.
Testy CMS
CMS - Content Manager System neboli správce obsahu, se nachází v editaci projektu a
umožňuje přidávat a upravovat obsah na stránce. Obsah lze na míněnou pozici na stránce
vložit tažením (Drag&Drop). Testy testující CMS se tedy musí přihlásit k nějakému účtu
a přejít do editace testovaného Webnode projektu. Zde budou přidávat obsah. Na prvek,
který se má přidat, test klikne a táhne ho na zamýšlenou pozici, kde prvek
”
upustí“. Prvek
zůstane na místě uvolnění, pokud je na zvolenou pozici možné tažením vkládat obsah.
Testování přidávání různých typů obsahu a ověřování, zda se tento obsah na stránku
přidává, bude probíhat ve třech fázích. V první fázi se musí ověřit, že se prvek na danou
pozici přidal, ve druhé fázi se ověří, že o přesunutí prvku byl informován i webový server, a že
přetáhnutí prvku neproběhlo pouze na klientské straně. To se ověří tak, že stránku obnovíme
a zkontrolujeme přítomnost prvku. Poslední třetí fáze ověření je, že stránku publikujeme,
čímž zveřejníme upravené změny a nový obsah na webové stránce. Zbývá tedy otevřít si
publikovanou verzi stránek a tam vyhledat testem přidaný prvek.
Testy portálu
Pod portálem si lze představit například URL www.webnode.com, na které se registrují
nové projekty. Tyto testy tedy budou vytvářet testovací projekty v různých lokalizacích a
na různých doménách systému Webnode.
3.3 Balík specificSetups
V tomto balíku jsou obsaženy konkrétní třídy jednotlivých podpůrných automatizovaných
činností, které předchystají okno prohlížeče do výchozího stavu, ze kterého jsou spou-
štěny ostatní testy. Pro spuštění dané činnosti je nejprve nutno vytvořit danou instanci
SetupUnit, kterou chceme spustit, a poté zavolat její metodu runnableBody().
3.4 Balík specificTests
V tomto balíku jsou obsaženy konkrétní třídy jednotlivých testů. Pro spuštění libovol-




V příloze A je zobrazen UML class diagram vytvořených testovacích nástrojů.
Tento class diagram není úplný, v diagramu nejsou zobrazeny některé třídní atributy a
metody, které by pouze zhoršily čitelnost výsledného diagramu. Dále v něm není zobrazen
oddělený jmenný prostor ve formě java balíků, které byly popsány výše.
V diagramu jsou zobrazeny všechny třídy tvořící vytvořené testovací nástroje, včetně
tříd konkrétních testů z balíku specificTests. Tyto konkrétní testy jsou na nejnižší vrstvě
hirearchie testů. Pokud se tedy jedná o test CMS, tak třída tohoto CMS testu implementuje
abstraktní třídu CmsTest.





4.1 Zpracování parametrů z příkazové řádky
Zpracování parametrů řeší třídní metoda parseArgs(String[] args) ve třídě Control.
Přijímá pole vstupních parametrů, tyto příjímané parametry byly popsány v sekci 3.1.1.
Zpracování parametrů je řešeno pomocí cyklu přes všechny zadané parametry z příka-
zové řádky a následné porovnávání textových řetězců. Při shodě těchto řetězců se nastaví
příznak, který určuje, že byl zadán daný parametr.
Parametr -runtestsuite: testName.json je povinný a přijímá jeden argument. Po-
kud se při porovnávání řetězců potvrdí, že byl zadán tento parametr, program si uloží ná-
sledující parametr jako argument parametru -runtestsuite, nejprve je ale nutné ověřit, že
následující parametr existuje. Dále se zároveň nastaví příznak říkající, že byl zadán povinný
parametr. Tento příznak se na konci metody parseArgs testuje, a pokud není nastaven,
je oznámena chyba vstupních parametrů. Při chybě vstupních parametrů je na standardní
výstup vypsána nápověda k užití programu.
Při zadání volitelného parametru -browserstack respektive -saucelabs se na stan-
dardní výstup vypíše URL na BrowserStack, respektive SauceLabs, kde lze pozorovat běžící
testy.
Pro aktualizaci souboru sauceBrowsers.json, který obsahuje informace o podporo-
vaných prohlížečích a platformách, lze docílit zadáním parametru -updateBrowsers. Při
zadání tohoto parametru se nespouští program (jednotlivé test suite), ale pouze se aktua-
lizuje výše zmíněný soubor. URL, ze které se data, která se do souboru zapisují, čerpají,
je http://saucelabs.com/rest/v1/info/browsers/webdriver. Tento parametr se užívá
pouze pro práci se službou SauceLabs, protože při lokálním testování nebo testování na
BrowserStack, se soubor sauceBrowsers.json nečte.
4.2 Načítání konfiguračních souborů
V programu se nachází dva typy načítání konfiguračních souborů, které budou popsány
v následujících sekcích.
4.2.1 Načítání souboru Config.ini
Načítání tohoto souboru je řešeno v instanční metodě readConfigSetProperty() třídy
Control. Tato metoda načte celý obsah souboru do paměti, a následně tento obsah zpraco-
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vává. Při načítání souboru do paměti jsou vynechávány řádky začínající znaky komentáře
(znaky
”
//“) a řádky žačínající mezerou.
Formát souboru je: jmenoParametru hodnotaParametru.
Zpracovávání načteného obsahu souboru se provádí v cyklu, po jednotlivých řádcích sou-
boru. Část řádku po mezeru značí jménoParametru, část od této mezery do konce řádku
značí hodnotuParametru. Jméno parametru na daném řádku je poté porovnáváno v pod-
mínkách na rovnost nějakému očekávanému parametru a při shodě se jeho hodnota nastaví
do patřičné proměnné. Pokud shoda není nalezena, interpretuje se jmenoParametru jako
jméno systémové proměnné, které se má nastavit na hodnotaParametru, což byl primární
účel vzniku tohoto souboru - obsahoval jména a cesty k ovladačům prohlížečů pro knihovnu
Selenium. Ta potřebuje nastavit cesty k ovladačům pro prohlížeč Chrome a InternetExplo-
rer, prohlížeč FireFox má ovladač vestavěn přímo v knihovně Selenium.
4.2.2 Načítání JSON souborů
Tento program čte při každém spuštění JSON soubor BrowserConfig.json pro načtení
typů prostředí, pod kterými má být test suite spuštěn. Pokud v tomto souboru je u verze
prohlížeče nastavena hodnota ”latest”, čte se navíc JSON soubor SauceBrowsers.json,
ve kterém se hledá nejnovější verze daného prohlížeče podporovaná službou SauceLabs.
Dále je čten obsah JSON souboru, který byl zadán jako parametr a obsahuje definici celé
test suite.
Všechny tyto čtení JSON souborů jsou prováděny pomocí knihovny JSON Simple verze
1.1.1.
Její užití je následující: nejprve vytvoříme intanci třídy JSONParser, tuto instanci uži-
jeme k načtení daného JSON souboru pomocí funkce parse(cestaKSouboru). Výsledek
volání této funkce přetypujeme pomocí Java operátoru dle potřeby na typ JSONArray v pří-
padě, že se jedná o pole JSON objektů nebo na typ JSONObject v případě, že se jedná přímo
o JSON objekt.
Pokud máme instanci JSONArray, lze přes ni iterovat jako přes pole v libovolném pro-
gramovacím jazyce, funkce size() navrátí počet prvků pole a volání funkce get(i) navrátí
i-tý prvek. Z každého indexu tohoto pole můžeme získat instanci typu JSONObject (nebo
JSONArray jedná-li se o pole polí). Nad instancí JSONObject lze funkcí get(hodnotaKlíče)
získat hodnotu pro daný klíč.
4.3 Vytváření instancí ze tříd z JSON test suite souboru
V JSON souboru definujícím test suite, která se má spustit, se nachází jména alespoň jedné
SetupUnit a jména testů. Všechna tyto jména musí být plně kvalifikovaná jména, a to tak,
že nestačí napsat pouze jméno dané třídy, ale je nutné vypsat kompletní jméno v balíkové
hirearchii. Tedy místo CMSyoutubeWidget musí být zadané celé jméno
wtests.specificTests.CMStests.CMSyoutubeWidget.
JSON soubor obsahující definici test suite se zpracovává v metodě
createTestSuit(fileName), jejíž parametr udává jméno souboru, který obsahuje JSON
popis test suite. Tato metoda se nachází ve třídě RunnableBodyFactory. Po získání plně
kvalifikovaného jména třídy, ze které se bude vytvářet instance, se zavolá instanční metoda
třídy RunnableBodyFactory, createSpecificTest(setupName, hashMap). Tato metoda
vyžaduje dva parametry, jedním je ono plně kvalifikované jméno třídy, druhým je HashMap
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obsahující parametry pro vytvoření dané instance. Parametry musí být zadané pomocí
HashMap, aby bylo vždy možné použít konstruktor s jedním parametrem - typu HashMap.
K vytváření instance z textového řetězce se využívá Java Reflection v metodě
createSpecificTest(setupName, hashMap). V této metodě se nejprve najde daná třída,
která je zadaná v textovém řetězci jako parametr metody. Poté se vyhledá patřičný kon-
struktor této třídy zavoláním metody getConstructor(HashMap.class). Tato metoda má
jeden parametr a to je třída (datový typ) parametru, který konstruktor vyžaduje. Tento
typ je v tomto případě vždy stejný - HashMap, takže tímto způsobem lze vytvořit instance
všech SetupUnit a testů z této aplikace.
Všechny třídy testů a SetupUnit přijímají v konstruktoru pouze jediný parametr a to
HashMap, asociativní pole typu klic => hodnota, kvůli výše zmíněnému vytváření instance.
Kvůli tomu se v konstruktorech těchto tříd neukládá do instanční proměnné hodnota para-
metru zadaného konstruktoru, ale tato hodnota se získává z HashMap zadané konstruktoru
jako parametr.
Protože by se mohlo stát, že by někdo v JSON souboru zapomněl zadat hodnotu něja-
kého parametru, v konstruktoru těchto tříd se hodnota z HashMap nezískává standardní
funkcí get(key), ale je užita mnou vytvořená instanční metoda getWithDefault(HashMap,
key, defaultValue) třídy RunnableBody. Tato metoda vyžaduje tři parametry: HashMap,
ve kterém se bude hledat hodnota klíče, hodnota klíče a defaultní hodnota.
Pomocí funkce contains(key) se ověří, zdali daný HashMap obsahuje hodnotu pro za-
danou hodnotu klíče, pokud tuto hodnotu obsahuje, navrátí funkce hodnotu standardní
metodou get(key). Pokud hodnota pro tento klíč v HashMap není definována, navrátí hod-
notu výchozí (třetí parametr).
4.4 Spuštění test suite
Pro spuštění jednotlivých TestSuite se vytváří instance třídy RunTestNewThread. Tato
instance se vytváří pro každou konfiguraci prostředí testu (určení platformy, pod kterou
test bude běžet, verze a typu prohlížeče). Konstruktor třídy RunTestNewThread obsahuje
tři parametry: instanci třídy TestSuite (definuje TestSuite pomocí jedné SetupUnit a
sady testů), instanci třídy BrowserSettings (ta obshuje onu specifikaci platformy, typu a
verze prohlížeče) a číselnou hodnotu udávající, o jaký typ testování jde (0 - lokální testo-
vání, 1 - testování na BrowserStack, 2 - testování na SauceLabs). Třída RunTestNewThread
rozšiřuje třídu Thread, takže v její definici je nutné přetížit metodu run() pomocí anotace
@Override. Při zavolání metody run() se tato metoda spustí v novém vlákně.
Všechny vytvořené instance třídy RunTestNewThread se ukládájí do pole těchto instancí,
počet prvků tohoto pole odpovídá počtu konfigurací ze souboru BrowserConfig.json.
Pro spuštění dané TestSuite s určitou konfigurací, tedy instanci třídy RunTestNewThread,
stačí zavolat instanční metodu run().
Metoda run() funguje následovně. Nejprve se zavolá instanční metoda runSetup()
třídy RunTestNewThread. Tato metoda obsahuje cyklus, který se provádí tak dlouho, do-
kud není nastaven příznak, že Setup byl proveden úspěšně. V rámci tohoto cyklu se ještě
před vytvořením nové instance třídy WebDriver (nového okna prohlížeče) pokusíme ukončit
původní instanci třídy WebDriver a to pomocí volání metody quit(). Pokud tato původní
instance není rovna null, znamená to, že nějaký test selhal. Metoda runSetup() se totiž
nepouští pouze na začátku TestSuite, ale také pokaždé, když nějaký test selhal, aby na-
chystala nové okno prohlížeče do výchozí pozice, ze které jsou spouštěny ostatní testy. Při
selhání nějakého testu se po spuštění metody runSetup() pokračuje následujícím testem.
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Po tomto pokusu o ukončení předchozí instance se zavolá instanční metoda třídy SetupUnit,
prepareDriver(browserSettings,testSuiteType, runTestNewThread), která vytvoří no-
vou instanci třídy WebDriver a nad touto instancí zavolá metodu runnableBody(newDriver,
random, browserName). Ta vyžaduje tři parametry: první je instance třídy WebDriver re-
prezentující okno prohlížeče, druhý parametr je generátor náhodných čísel, ten musí být
vláknově izolovaný, aby se nestávalo, že při generování náhodných identifikátorů a emai-
lových adres pro registraci projektu dva zároveň běžící testy negenerovaly stejné hodnoty,
protože měly zvolen stejný
”
seed“ pro generátor náhodných čísel. Třetí parametr je jméno
prohlížeče, ve kterém bude metoda runnableBody spuštěna, tato metoda obsahuje jednot-
livé selenium příkazy, které se voláním této metody vykonají.
Po vykonání těchto příkazů se vytvoří instance třídy TestReport, která obsahuje in-
formace o tom, jestli se tyto příkazy povedlo vykonat bez chyby, případně obsahuje popis
chyby, která jejich vykonáním vznikla a přesně na jakém místě vznikla.
Po úspěšném volání metody runSetup() lze začít spouštět jednotlivé testy. Ty jsou
spouštěny v rámci anonymní třídy Runnable (tato třída nesouvisí se třídou RunnableBody,
ale souvisí se třídou Thread) v její metodě run(). V této metodě se v bloku try nachází
cyklus přes všechny testy v dané TestSuite, který spustí každý test jeden po druhém.
V rámci spuštění metody runnableBody() v bloku try, mohou vzniknout tři různé typy
výjimek, které zde budou popsány.
AssertionError V rámci těla testu mohou být různé Assertions z knihovny JUnit. Lze
například porovnávat URL stránky, na které se test nachází s URL, na které by se
test měl skutečně nacházet. Pokud se tyto URL nerovnají, test odhalil chybu a při
porovnání těchto URL vznikne výjimka AssertionError.
InterruptedException Tato výjimka vznikne, když kontrolní vlákno přeruší test v důsledku
toho, že test běží déle, než je maximální povolená doba běhu testu. Test může občas
přestat odpovídat, nebo se
”
zaseknout“ na nějaké stránce. Pro tyto případy bylo
vytvořeno kontrolní vlákno, které test v těchto případech přeruší.
Exception Ve většině případů se chyba testu projeví vyvoláním této výjimky. Selenium
příkazy mohou v tělě testů vyvolat různé potomky této výjimky, například
NoSuchElement, která je vyvolána, když instance WebDriver na stránce nenalezne
hledaný element.
Po každém dokončení SetupUnit a testu (chybném i úspěšném) je nutné poznamenat
výsledek běhu testu ve formě instance třídy TestReport. Tato instance je dále serializována
do výstupního souboru.
Jelikož si jednotlivé testy předávají stále jednu instanci třídy WebDriver, je nutné,
aby se při vzniku kterékoliv z těchto výjimek během vykonávání testu znovu spustila
metoda runSetup(), v rámcí ní vznikne nová instance WebDriver a zavolá se metoda
runnableBody() instance SetupuUnit, která dostane instanci WebDriver do výchozí po-
zice. Poté se pokračuje následujícím testem.
Po spuštění metody run() anonymní třídy, ve které jsou spouštěny jednotlivé testy,
vznikne nové vlákno, které provádí tělo testu. Z původního vlákna se stává kontrolní vlákno,
které čeká, až daný test doběhne. Pokud test běží déle než zadaný timeout, je vlákno vyko-
návající tělo testu přerušeno a vytvoří se TestReport s informaceni o překročení timeoutu.
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4.5 Výstup programu
Po každém vytvoření instance TestReport se zavolá třídní synchronized metoda
writeReport(fileWriter, testReport), která přijímá dva parametry. První je instance
třídy FileWriter pro zápis do výstupního souboru, druhý je instance třídy TestReport,
která se bude do výstupního souboru zapisovat. Metoda musí být třídní a synchronized,
protože jinak by do výstupního souboru mohla být zapsána nekonzistentní data a to vlivem
toho, že by zápis jednoho TestReportu byl přerušen zápisem jiného TestReportu, protože
instancí třídy RunTestNewThread může zároveň běžet více, viz následující sekce.
Do výstupního souboru se zapisuje ve formátu JSON voláním metody write(string)
nad instancí třídy FileWritter. Řetězec reprezentující JSON, který se do souboru má
zapsat, se získá voláním instanční metody toJSON() třídy TestReport.
V této metodě je celá instance třídy TestReport serializována do JSON formátu. A to
tak, že je vytvořen nový JSON objekt, kterému je jako parametr dána hash mapa, která
obsahuje položky klíč hodnota, které mají ve výsledném JSON formátu být zastoupeny.
Zároveň s voláním funkce write(string) je také volána funkce System.out.println(),
která instanci třídy TestReport vypisuje serializovanou, pomocí instanční metody toString()
třídy TestReport, na standardní výstup. Na standardní výstup je instance třídy TestReport
vypisována v jiném formátu než JSON a také nevypisuje všechny hodnoty, aby se ve výsle-
dích dalo lépe orientovat.
Standardní výstup programu lze přesměrovat do souboru zadáním parametru
-logfile: fileName.
4.6 Paralelní běh test suite
Počet test suite, které mohou běžet zároveň, je omezen konstantou, která je zadaná v sou-
boru config.ini pod jménem paralelTestsNum. Tento počet paralelních testů musí být
omezen, jak při lokálním testování, tak při vzdáleném testování na BrowserStack a Sauce-
Labs.
Při lokálním testování z důvodů stability testů, které jsou při paralelním běhu méně
stabilní, a testy, které samostatně vždy skončí úspěšně, v paralelním běhu často náhodně
selhávají. Počet paralelních testů při lokálním testování také silně závisí na použitých pro-
hlížečích. Prohlížeče Chrome a Firefox se s vykonáváním paralelních testů potýkají lépe,
než prohlížeč InternetExplorer.
Při vzdáleném testování je nutné počet paralelních testů omezit kvůli tomu, že tyto
služby podporují pouze několik současně spuštěných paralelních testů. Při malém překročení
tohoto limitu většinou nejsou problémy. Test nad limit je zařazen do fronty a spustí se
až poté, co je pro něj volný slot. Při větším překročení těchto slotů tyto služby nepovolí
vytvoření instance RemoteWebDriver a tím celý test selže, ještě než začne.
Ve třídě Control je třídní proměnná parlelTestsNum. Tato proměnná je private a její
hodnotu ostatní třídy mění pomocí metod paralelTestsNumInc() a paralelTestsNumDec().
Metoda parlelTestsNumDec() navrací true v případě, že lze spustit další paralelní test,
jinak false.
Výchozí hodnota pro tuto proměnou je 2, tedy lze paralelně spustit dva test suite zá-
roveň. V programu je tato hodnota, která udává maximální počet paralelních testů, inter-
pretována, jako počet
”
tokenů“. Při spuštění jedné test suite se odebere jeden tento token
pomocí metody paralelTestsNumDec(). Po dokončení test suite se token navrátí pomocí
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metody paralelTestsNumInc(). Program obsahuje v metodě main() třídy Control cyk-
lus, který trvá, dokud nejsou ukončeny všechny testy. V tomto cyklu program usiluje o
spuštění co nejvíce test suite paralelně. Po dokončení všech test suite se uzavře výstupní
JSON soubor a program končí.
4.7 Vytváření nových test suite
Pro vytvoření nové test suite stačí vytvořit nový JSON soubor se strukturou, která je defi-
nována v sekci Třída TestSuite 3.1.2. Nová test suite se může skládat z odlišné kombinace
SetupUnit a testů jiné test suite.
Příkladem může být vzorová test suite CMStestSuite.json. Tato test suite se při testo-
vání CMS přihlašuje k existujícímu účtu, zatímco test suite CMStestSuiteNew.json vytváří
nový projekt, ke kterému se přihlašuje a vybírá pokaždé jinou šablonu stránky. Tyto test
suite obsahují stejné testy, liší se pouze v SetupUnit, která testům přichystá prohlížeč do
výchozího bodu, ze kterého jsou pak testy spouštěny.
Pokud se nová test suite vytváří pouze jinou kombinací existujících testů (a SetupUnit),
není nutné projekt znovu překládat, nová test suite lze ihned spustit, zadáním jejího jména
parametru -runTestSuite: jmenoTestSuite.json, což je výhodné.
4.8 Popis použití testovacích nástrojů
V této sekci, bude popsáno jak vytvářet nové Selenium testy a SetupUnit, a jak je integrovat
do této testovací aplikace. Budou zde popsány předdefinované metody tříd Test, SetupUnit
a RunnableBody, kterých lze s výhodou využít při tvorbě nových testů a SetupUnit, aby
se nemusel stále stejný kód opakovat na více místech programu.
4.8.1 Vytvoření nového testu nebo SetupUnit
Při vytváření nového testu, je nejprve nutné si uvědomit, co bude test ověřovat. Podle toho
se bude odvíjet, od jaké třídy bude dědit. V tomto testovacím nástroji se nachází následující
abstraktní třídy testů, od kterých lze v nových konkrétních testech dědit: AdministrationTest,
CmsTest, FrontEndTest, PortalTest a SetupUnit. Od třídy SetupUnit dědí pouze pří-
pravné testy (tzv. SetupUnit), nikoliv skutečné testy.
Pro vytvoření nového testu je tedy nutné vytvořit novou třídu ve správném balíku, aby
se v testech dalo snadnějí orientovat, a proto například CMS testy mají svůj balík atd. Tato
nová třída musí dědit od některé z výše jmenovaných tříd, které jsou abstraktní (nemají im-
plementovanou metodu runnableBody(WebDriver, ThreadLocalRandom, String)). Tato
metoda vyžaduje tři parametry: první parametr je instance třídy WebDriver, druhý je
instance třídy ThreadLocalRandom pro generování náhodných čísel (ta jsou použita pro
vytváření náhodných řetězců) a třetí parametr je textový řetězec, který obsahuje název
prohlížeče, ve kterém je daný test spuštěn. Tato metoda se v každé třídě konkrétních testů
liší, obsahuje jednotlivé příkazy testů.
V této metodě lze nastavit dva parametry testu a inicializovat instanci (nebo více in-
stancí) třídy WebDriverWait.
Implicitní hodnota čekání tedy maximální doba, po kterou se bude čekat na všechna
hledání elementu na stránce. Tento parametr se nastaví pomoci volání metody:
driver.manage().timeouts().implicitlyWait(10, TimeUnit.SECONDS).
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Timeout testu je maximální doba, po kterou je možné, aby test běžel. Po uplynutí této
doby je provádění testu přerušeno kontrolním vláknem a je vytvořena výjimka in-
formující o překročení timeoutu daného testu. Tento parametr se nastaví voláním
metody this.setTimeout(360), kde parametr je počet sekund.
Instance třídy WebDriverWait Pro vytvoření instance třídy WebDriverWait je nutné
konstruktoru předát dva parametry. První je instance třídy WebDriver a druhý para-
metr je celé číslo, které udává počet sekund, jak dlouho má instance třídy WebDriverWait
umožnit čekat, než bude propagována výjimka.
Příklad vytvoření: WebDriverWait wait = new WebDriverWait(driver, 10)
4.8.2 Psaní Selenium testu - metody runnableBody()
Při psaní těla této metody, lze vyžít všechy pomocné metody, popsané v následujících sek-
cích. Zejména metody waitMouseoverClick, waitClearAndInsert a
waitUntilClickableAndClick. Tyto metody je vhodné využívat, protože před každé klik-
nutí je nutné z hlediska stability vkládat čekací příkazy, pro případ, kdyby vykonávání testu
bylo rychlejší, než načtení dané webové stránky. Tyto čekací stavy jsou v těchto funkcích
užívány a je nutné je používat zejména na stránkach využívajících technologii AJAX. Více
informací o selenium knihovně lze najít na [13]
Operace nad instancí WebDriver
Instance třídy WebDriver reprezentuje otevřené okno prohlížeče, jejím vytvořením se otevře
nové okno prohlížeče. Toto okno prohlížeče se otevře ve výchozím nastavení prohlížeče, bez
veškerých uživatelských doplňků, záložek a s čistou vyrovnávací pamětí, takže se nestane, že
by vlivem zapamatování některých hodnot z minulého průběhu testu test prošel bez chyby
a přitom měl selhat.
get(url) Tato metoda otevře v okně prohlížeče danou URL, která je zadaná jako para-




https://“, jinak je propagována výjímka třídy WebDriverException.
findElement(By) Tato metoda navrátí instanci třídy WebElement, která je odkazována
parametrem By. Existuje mnoho statických tříd, pomocí nichž lze adresovat elementy
na stránce: ByClassName, By.ByCssSelector, By.ById, By.ByLinkText, By.ByName,
By.ByPartialLinkText, By.ByTagName a By.ByXPath. V této práci je užívána vý-
hradně třída By.ByXPath, pomocí které lze ostatní nahradit.
getCurrentUrl() Metoda, co navrací textový řetězec, který udává URL, na které se
WebDriver nachází. Tuto metodu lze využít pro kontrolu, že se instance třídy WebDriver
nachází na správné stránce.
getPageSource() Metoda navracející zdrojový kód naposledy načtené stránky.
getTitle() Metoda navracející nadpis aktuální stránky, tuto metodu lze také využít v kom-
binaci s Assertions z knihovny JUnit pro ověření, že se test nachází na správné
stránce.
manage() Pomocí této metody lze nastavovat nebo mazat cookie aktuálního okna pro-
hlížeče.
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switchTo() Touto metodou se docílí toho, že následující Selenium příkazy jsou odesílány
jinému oknu nebo jinému frame, do kterého se kontext pomocí této metody přepl. Na
stránkách využívajících AJAX je vhodnější využívat
ExpectedConditions.frameToBeAvailableAndSwitchToIt, tedy podmínku, která
čeká, dokud není možné přepnout kontext do jiného frame, a až to je toto přepnutí
možné, tak se do něj přepne.
close() Tato metoda zavře aktuální okno prohlížeče. Pokud se jedná o poslední okno pro-
hlížeče, ukončí celý prohlížeč, stejně jako metoda quit().
quit() Ukončí celý prohlížeč, bez ohledu na počet otevřených oken.
Operace nad instancí WebElement
Tuto instanci lze získat voláním metody findElement(By), nad ní pak lze vykonávat různé
akce, které zde budou popsány.
clear() Tato metoda se užívá nad vstupními poli, které obsahují již nějakou předvyplněnou
hodnotu, kterou chceme odstranit. Tato funkce se například hodí při zakládání nového
projektu, kde v poli email je již obsažen znak
”
@“. Po jeho odmazání lze do pole vložit
celou emailovou adresu, bez složitého vkládání části emailové adresy před a za znak
”
@“.
click() Tato metoda vyvolá klik na daný element. Pokud se v důsledku tohoto kliknutí
začne načítat nová stránka, je tato metoda blokující, dokud není nová stránka plně
načtena. Toto ovšem neplatí pro stránky využívající technologii AJAX (například
editace webových stránek systému Webnode), na kterých je nutností využívat čekací
stavy. Pokud se po načtení nové stránky opět klikne na element, který načtení nové
stránky vyvolal, je propagována výjimka třídy StaleElementReferenceException.
Aby element byl klikatelný, musí být viditelný a dále musí mít šířku a výšku větší než
nula.
Pokud je element překrytý jiným elementem, který má znemožnit kliknutí (funkce
modálního okna), jako na obrázku 4.1, na element se lze v pořádku dotázat metodou
findElement(By by) a při pokusu o klik na tento zastíněný element není výsledkem
žádná činnost, tedy ani klik na element a ani výjímka oznamující chybu.
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Obrázek 4.1: Klik na zastíněný element v CMS.
getAttribute(name) Pomocí této metody lze od libovolného elementu získat hodnotu
daného atributu. Tato metoda požaduje jeden parametr a to textový řetězec udávající
jméno atributu. Tuto metodu lze využít například pro zjištění ID nově vloženého
prvku, atd.
getLocation() Tato metoda navrátí hodnotu, která odpovídá pozici levého horního rohu
elementu na obrazovce.
getSize() Metoda navracející dimenzi, která popisuje výšku a šířku renderovaného ele-
mentu.
getTagName() Tato metoda navrátí jméno značky elementu.
isDisplayed() Metoda vracející hodnotu true, když je element viditelný.
sendKeys(String) Pomocí této metody se zadává text do různých vstupních textových
polí. Text, který se má do daného vstupního pole vepsat, se metodě předá jako pa-
rametr. Této metodě většinou předchází metoda clear(), která vymaže pole od vý-
chozího textu.
submit() Pomocí této metody se odešlou vyplněná pole formuláře. Tuto metodu není
nutné volat nad elementem, který je tlačítko pro odeslání formuláře, ale stačí tuto
metodu zavolat nad elementem, který je vstupní pole tohoto formuláře. Zavolání této
funkce nad tímto elementem povede k odeslání formuláře na server. Druhým způso-
bem, jak potvrdit a odeslat formulář, je najít element, který slouží jako tlačítko pro
potvrzování formuláře a stisknout ho pomocí funkce click().
4.8.3 Metoda randomString(int)
Tato metoda je instanční metodou třídy RunnableBody a přijímá dva parametry. První
udává, jak má náhodný řetězec být dlouhý. Druhý parametr je instance třídy ThreadLocalRandom,
pro generování náhodných čísel izolovaných mezi jednotlivými vlákny, takže dvě paralelní
vlákna budou ve stejný okamžik generovat různá náhodná čísla.
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Tato metoda využívá pole alphabet, které obsahuje všechny znaky, které se mohou
v náhodném řetězci vygenerovném touto funkcí vyskytnout. Obsahuje cyklus for, s počtem
iterací dán délkou náhodného řetězce, který má být vygenerován. Výsledný náhodný řetězec
je na začátku nulové délky a v každé iteraci se k němu přidává jeden znak, tento znak je
dán znakem, který se nachází na náhodně vygenerovném indexu.
Užití této funkce je vhodné všude tam, kde si nějakým způsobem potřebujeme označit
nějaký element. Například v testu CMS se do formátovaného textu vloží náhodný řetězec,
který se uloží do proměnné, a následně se bude hledat v objektovém dokumentovém modelu
DOM viz. metoda testPresenceOfElem().
4.8.4 Metody pro explicitní čekání
V některých případech je nutné knihovnu Selenium explicitně požádat o čekání na načtení
nějakého webového elementu. Pokud by se tak neučinilo, test by selhal a oznámil, že ne-
nalezl hledaný element, na který měl například kliknout, nebo ho jen najít. Toto čekání
je
”
inteligentní“ v té míře, že čeká pouze skutečnou dobu, která je k čekání třeba. Naroz-
díl od třídní metody Thread.sleep(), která čeká vždy stejný časový okamžik, který je
v některých případech příliš dlouhý. Test se zbytečně nevykonává, a naopak v době vytížení
webového serveru je i toto čekání příliš krátké. K tomuto
”
inteligentnímu“ čekání se využívá
instance třídy WebDriverWait.
Konstruktor třídy WebDriverWait vyžaduje dva parametry, prvním je instance třídy
WebDriver a druhý je celé číslo (integer) udávající počet sekund, po kterých se čekání
ukončí a vyvolá se výjímka oznamující, že byl překročen timeout čekání.
Použití je následující: nad instancí třídy WebDriverWait lze volat metodu
until(ExpectedConditions), kde ExpectedConditions znamená podmínku, na kterou se
má čekat. Těchto podmínek je v Selenium knihovně obsaženo mnoho a ty, které jsou ve
vzorových testech užity, zde budou popsány.
visibilityOfElementLocated(By) Tato podmínka ověřuje, že element je přítomný v ob-
jektovém dokumentovém modelu stránky, a že je viditelný.
invisibilityOfElementLocated(By) Tato podmínka, narozdíl od té předchozí, vrací hod-
notu true, pokud element, který je zadán v jejím parametru, není ani viditelný a ani
přítomný v aktuálním DOM stromu. Tato podmínka je ve vytvořených testovacích
nástrojích užita pro ověřování, zdali již není vidět okno informující o načítání stránky
v editaci projektu.
titleContains(String) Tato podmínka navrací hodnotu true, pokud aktuální stránka
obsahuje ve svém nadpisu podřetězec, který byl zadán jako vstupní parametr typu
textový řetězec. Pomocí této podmínky lze čekat, až se přejde na jinou požadovanou
stránku s odlišným nadpisem atd.
elementToBeClickable(By) Tato podmínka ověřuje, že webový element je viditelný a
že něj lze kliknout.
frameToBeAvailableAndSwitchToIt(By) Podmínka, která čeká na to, až je možné
přepnout do elementu frame (rámec na stránce, ve kterém lze zobrazit jinou stránku)
na dané stránce. Až je přepnutí možné, tak se do frame přepne. Zpět se přepne
voláním funkce driver.switchTo().defaultContent().
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Příklad užití těchto podmínek:
wait.until(ExpectedConditions.elementToBeClickable(By.xpath("//*[@id=’1’]")))
Čeká se na element, který je lokalizován pomocí XPATH a má id rovno 1.
Protože ve vzorových testech (a pravděpodobně i v reálných testech) se často vyskyto-
valy konstrukce, kde se nejprve čekalo na nějaký element a až byl element klikatelný tak se
na něj kliklo, vznikly pro usnadnění ve třídě RunnableBody tyto metody:
waitUntilClickableAndClick(WebDriver, WebDriverWait, String) Tato metoda čeká,
až element daný XPATH výrazem (parametr String) bude klikatelný, a pak na něj
klikne. Metoda obsahuje tři parametry: instanci WebDriver, instanci WebDriverWait
a textový řetězec obsahující XPATH elementu.
waitMouseoverClick(WebDriver, WebDriverWait, String, String ) Tato funkce při-
jímá 4 parametry, první parametr je instance třídy WebDriver reprezentující okno
prohlížeče, druhý je instance třídy WebDriverWait, třetí je XPATH elementu, přes
který se má myš přetáhnout a poslední parametr je XPATH elementu, na který se
má po přetáhnutí myši kliknout. Tato metoda využívá instance třídy Action, pro
skládání akcí uživatele v přesném pořadí, na element se myš přesune voláním funkce
moveToElement(). Tuto metodu lze využít v případech, kdy se nějaký element na
webové stránce objeví až po přetáhnutí myši nad nějakým jiným elementem.
waitClearAndInsert(WebDriver, WebDriverWait, String, String) Tato funkce za-
obaluje vepsání textu do nějakého vstupního pole, kdy se nejprve čeká, až se daný
element, do kterého chceme vepsat text, načte. Až se element načte, tak se meto-
dou clear() vymaže jeho obsah a poté se metodou sendKeys() zapíše míněný text.
Funkce obsahuje čtyři parametry, první je instance WebDriver, druhý je instance
WebDriverWait, třetí je XPATH prvku, do kterého budeme vkládat text, a čtvrtý
parametr je vkládaný text.
4.8.5 Metoda pro přetažení obsahu na stránku
Přetažení obsahu, neboli Drag&Drop, vykonává instanční metoda třídy Test,
dragAndDrop(String, String, WebDriver, WebDriverWait). Přijímá 4 parametry, první
z nich je textový řetězec udávájící XPATH prvku, který se bude přetahovat. Druhý para-
metr je XPATH prvku, na který se bude element přetahovat, třetí parametr je instance
třídy WebDriver a čtvrtý parametr je instance třídy WebDriverWait.
Metoda funguje tak, že nejprve čeká na to, až je prvek, který se bude přetahovat,
klikatelný, pomocí metod pro explicitní čekání popsaných v předchozí sekci. Následně čeká
na viditelnost elementu, na který se bude prvek přetahovat. Poté vykoná přetažení pomocí
instance třídy Actions.
Třída Actions slouží pro emulování komplexních uživatelských gest. Tato třída imple-
mentuje vzor Builder, který vytvoří kompozitní akci, složenou z jednotlivých akcí (metod),
které byly nad instancí třídy Actions volány [4]. Tato třída obsahuje i akci dragAndDrop(),
nicméně ta v kombinaci se systémem Webnode není funkční, a proto byla vytvořena kom-
pozitní akce reprezentující Drag&Drop. Ta využívá akce clickAndHold, poté důležitou akci
moveByOffset, která přesune kurzor na danou pozici. Bez této akce by kompozitní akce
nefungovala tak, jak má, protože by systém akci vyhodnotil jako klik místo tažení. Následně
jsou využity akce moveToElement a release, následované akcemi build a perform.
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Výsledný kód tedy je:
clickAndHold(sourceElement).moveByOffset(50,50)
.moveToElement(targetElement).release(targetElement).build().perform()
Popis základních akcí, které třída obsahuje:
build() Tato akce se volá se volá pro vytvoření kompozitní akce, tuto kompozitní akci poté
vykonáme pomocí funkce perform().
click() Tato akce klikne na aktuální pozici ukazatele.
clickAndHold() Tato akce klikne na aktuální pozici ukazatele, ale klik není uvolněn, tudíž
tlačítko myši je stále stisknuté.
dragAndDrop(WebElement , WebElement) Přesune zdrojový element na cílový ele-
ment.
moveToElement(WebElement) Přesune ukazatel doprosřed elementu dané stránky.
release() Uvolní tlačítko myši na aktuální pozici ukazatele.
4.8.6 Metody pro ověření přítomnosti elementu
Ve třídě Test se nachází dvě metody, pro vyhledávání elementu na stránce. Toto vyhledávání
na stránce probíhá ve třech fázích. Nejprve se zkontroluje přítomnost elementu po přidání
na stránku, poté po obnovení stránky a dále v publikované verzi stránek.
Každá z těchto metod se používá pro různé typy elementů CMS, pro elementy, do
kterých je možné vložit nějáký jednoznačný identifikátor (náhodný řetězec), se používá
metoda testPresenceOfElem(String, String, WebDriverWait WebDriver). Mezi tyto
prvky patří: fotogalerie, anketa, formátovaný text a další.
Metoda testPresenceOfElem(String, String, WebDriverWait, WebDriver)
Tato metoda má čtyři parametry, první a druhý jsou textové řetězce, kde první obsahuje
identifikátor, který se bude na stránce hledat a druhý obsahuje typ elementu, který se vložil,
takže například pro formátovaný text je to
”
WysiwygBlock“. Třetí parametr je instance
WebDriverWait a čtvrtý instance WebDriver.
Tato metoda volá metodu findElement(), která na aktuální stránce, na které se na-
chází instance WebDriver, vyhledá onen jednoznačný identifikátor. Až ho najde postupuje
v DOM stromu směrem ke kořeni, až narazí na element třídy
”
rbcContentBlock page-
Block“, protože tuto třídu má vždy nově přidaný element. Tento element si metoda uloží
a ověří si, že jeho hodnota atributu
”
blocktype“ je rovna druhému parametru metody
testPresenceOfElem. Po zavolání metody findElement() se obnoví stránka a opět se za-
volá metoda findElement(), ve které se opět hledá zadaný identifikátor, s tím rozdílem,
že nyní se DOM strom prochází směrem ke kořeni k elementu s třídou
”
rbcContentBlock“,
protože stránka již byla obnovena a třídu
”
rbcContentBlock pageBlock“ již nemá žádný ele-
ment. Poté zbývá pouze publikovat provedené změny a přejít do publikované verze stránek,
kde se pouze hledá element obsahující hledaný identifikátor. V této fázi se již nevynořuje
směrem ke kořeni k danému elementu, protože v publikované verzi není přesně dán element,
který má obklopovat nově vložený prvek CMS. Tento obalující element je silně závislý na
užité šabloně a naším úsilím je mít testy na šabloně nezávislé. Pokud se v nějakém kroku
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element nenajde, je propagována výjimka. Před ukončením této metody je ještě nutné
navrátit instanci WebDriver zpět z publikované verze do CMS pomocí instanční metody
get(cmsUrl).
Metoda testPresenceOfElem(String, WebDriverWait, WebDriver)
Tato metoda, narozdíl od té předešlé, má pouze tři parametry. První je textový řetězec
udávající hodnotu atributu
”
categoryid“ nově přidaného elementu. Tato metoda je pro vy-
hledávání elementů, do kterých nelze vložit nějaký náhodný identifikátor (například GMaps
widget, YouTube widget). Tyto elementy by bylo možno vyhledat pomocí hodnoty, která
do nich byla vložena, ale protože se jejich tělo nachází v jiném iframe, hledání hodnoty by
se komplikovalo. Proto tato metoda využívá jiný přístup.
Vyhledá se element, který má hodnotu atributu class rovnou
”
rbcContentBlock page-
Block“, a zjistí se jeho hodnota atributu id. Dále se zkontroluje, zda se hodnota atributu
”
categoryid“ rovná prvnímu parametru metody. Poté se obnoví stránka a následuje vy-
hledání elementu s danohou hodnotou atributu id. Následně se publikuje změněný obsah
stránky a přejde se na publikovanou verzi stránek, na které se pouze najde element s hod-
notou atributu class
”
rbcWidgetArea“. Stejně jako v předchozí metodě, pokud se nějaký
element nenajde, je propagována výjimka. Poslední krok v této metodě je stejný jako v pře-
dešlé metodě a to návrat instance WebDriver do CMS daného projektu.
4.8.7 Nahrávání souborů pomocí Selenium
Důležitou částí některých vzniklých tesů je nahrávání souboru na webovou stránku. Nahrání
souboru na stránku lze docílit mnoha způsoby, z nichž některé zde budou popsány.
Nahrávání souborů do elementu input
Pokud se na stránku nahrávají soubory skrze element typu input, využívá se pro nahrání
souboru na tuto stránku pouze knihovny Selenium.
Zadání cesty k souboru a její potvrzení se provede tak, že se nejprve najde daný element
typu input, přes který se bude soubor nahrávat:
driver.findElement(By.xpath("//input")). Následně se tomuto elementu vloží cesta
k danému souboru, který chceme nahrát, pomocí funkce element.sendKeys("filePath"),
kde filePath je cesta k souboru na disku. Na element input se tedy nekliká jako v ostatních
případech.
Tento způsob nahrání souboru funguje pouze pro elementy typu input. Pro ostatní
elementy (např. div, span) se cesta k souboru pomocí funkce sendKeys() nezadá, a proto
je nutné nahrávání souborů řešit jiným způsobem, protože v systému Webnode je potřeba
nahrávat soubory skrze jiné elementy, např. div a jiné.
Nahrávání souborů pomocí java třídy Robot
Další možností, jak v testu nahrát soubor na webovou stránku, je využít Java třídy Robot,
která umožňuje vytvářet nativní systémové vstupní události. Nevýhodou této metody je,
že na rozdíl od Selenium testů potřebuje mít okno, ve kterém se test provádí neustále
na popředí (mít tzv. focus okna), protože obsah schránky se vloží vždy do okna, které je
aktuálně v popředí.
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Při použití třídy Robot se tedy nejprve pomocí knihovny Selenium najde daný element
pro nahrání souboru, a poté se na element klikne pomocí instanční funkce click() třídy
WebElement. Objeví se dialogové okno operačního systému pro výběr souboru pro nahrání,
a následně se použije třída Robot.
Do schránky systému se zkopíruje cesta k nahrávanému souboru, která se do okna vloží
pomocí třídy Robot, která stiskne klávesy Control + V. Tím vloží obsah schránky do okna
a následně potvrdí klávesou ENTER.
Všechny tyto kroky jsou implementovány v třídní metodě writePath(String, String,
WebDriver) třídy Test. Tato metoda vyžaduje tři parametry, první je řetězec, udávající
cestu k nahrávanému souboru. Druhý udává XPATH prvku, přes který se budou soubory
nahrávat a třetí parametr je instance třídy WebDriver.
Nahrávání souborů pomocí AutoIt
AutoIt je freeware skriptovací jazyk [2] navržený pro automatické testování grafického uži-
vatelského rozhraní systému Windows se syntaxí podobnou programovacímu jazyku Basic.
Nahrávání souboru pomocí skriptu napsaném v AutoIt také vyžaduje mít okno v popředí.
Test využívající tento skript je vázán na platformu Windows.
Postup je takový, že se nejprve vytvoří skript v jazyce AutoIt, z tohoto skriptu se vytvoří
soubor s koncovkou EXE, který se spustí z testu pomocí volání funkce r.exec(filePath),
kde filePath je cesta k EXE souboru na disku.
Skript FileSelect, který je v testu CMS využíván, vyžaduje dva parametry, první
parametr udává nadpis dialogového okna, ve kterém se bude soubor nahrávat (tento nadpis
se u každého prohlížeče liší). Druhý parametr je cesta k souboru, který se bude nahrávat.
Skript si nejprve uloží zadané parametry, poté si zajistí referenci na okno s nadpisem
shodným s tím co byl zadán jako parametr. Toto okno maximalizuje a do daného vstupního
pole vloží cestu k souboru, který se má nahrát, a potvrdí.
4.9 Nastavení prosředí pro knihovnu Selenium
V této sekci popíšu časté problémy, které vznikaly při užívání této knihovny, a jejich řešení.
4.9.1 Chrome neodesílá všechny stisky kláves
Při pokusu vepsání nějakého textu do vstupního pole na dané stránce, mohou být vynechá-
vána písmena. Takže při volání funkce driver.sendKeys(Ahoj světe!) se do elementu na
stránce vepíše pouze Ahj svte!.
Řešením tohoto problému je ve Windows nastavit anglickou klávesnici jako výchozí,
poté se již znaky nevynechávají.
4.9.2 Chrome je při testování pomalý
Občas se může stát, že po vytvoření instance WebDriver, se otevře okno prohlížeče, které
nenačítá požadovanou stránku. Toto okno může přestat odpovídat a až po minutě začne
vykonávat Selenium příkazy, což pro reálné testování není přípustné.
Řešením je, přesunout se do Ovládacích panelů systému Windows, položka
”
Síť a Inter-
net“, klikem na nabídku
”




Nastavení místní sítě(LAN)“. V tomto nastavení nastavit vše nezaškrtnuté.
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4.9.3 Internet Explorer má velké prodlevy mezi stisky kláves
Při pokusu Internet Exploreru vepsat do nějakého elementu na stránce text, se tento text
vloží celý, ale vpisuje se po jednotlivých písmencích s velkými prodlevami (například každý
znak se vypisuje po sekundě).
Tento problém způsobuje to, že na počítači, je nainstalován Internet Explorer 64-bitové
verze, zatímco ovladač prohlížeče, ke kterému je zadaná cesta v systémové proměnné je
verze 32-bitové. Aby se jednotlivé klávesy odesílaly bez zpoždění, je tedy nutné mít pro
32-bitovou verzi prohlížeče Internet Explorer 32-bitový ovladač prohlížeče a pro 64-bitovou




Cílem této bakalářské práce bylo vytvořit sadu testovacích nástrojů pro systém Webnode.
To se podařilo, vývojáři systému Webnode nyní mohou automaticky ověřit, zdali je nová,
ale i původní, verze jejich systému funkční. Již nemusí tyto kroky provádět manuálně, což je
s rostoucím množstvím funkcí a jejich kombinací, tedy rozsáhlostí systému, stále náročnější.
Výsledné řešení umožňuje vyhodnocovat validitu systému Webnode a to buď lokálně
nebo pomocí služeb SauceLabs a BrowserStack. S pomocí těchto služeb lze systém ověřit
na různých operačních systémech, v různých typech a verzích webových prohlížečů. Pro-
pojení s těmito službami je výhodné, protože uživatele testovacích nástrojů odprošťuje od
udržování různých verzí prohlížečů, na různých operačních systémech. Výstupem testova-
cích nástrojů jsou informace ve formátu JSON oznamující výsledek běhu daného testovacího
scénáře.
Vytvořené testovací nástroje bude v budoucnu možné dále rozšiřovat a to jednak tím,
že pro kompletní otestování systému bude nutné vytvořit nové testovací scénáře. Dále na-
příklad vytvořením grafického uživatelského rozhraní pro správu spouštění jednotlivých
testovacích scénářů. Dalším možným rozšířením může být spouštění testů přes proxy ser-
ver, který umožní zobrazit HTTP komunikaci, která proběhla mezi serverem a testovacím
scénářem. Tento proxy server může také serveru zastínit, že test neběží ve vnitřní síti spo-
lečnosti Webnode, ale že běží na vzdáleném virtuálním počítači služby SauceLabs nebo
BrowserStack.
Při vyvíjení těchto testovacích nástrojů jsem se podrobně seznámil se systémem Web-
node, což zvyšuje moje další možnosti uplatnění v této firmě.
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