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Résumé et abstract
Résumé
L’apprentissage de la programmation est un domaine de plus en plus
étudié. Au fil des années, de nouvelles méthodes sont apparues pour
donner un meilleur support pédagogique vis-à-vis de cet apprentissage.
Dans ce mémoire, nous proposons une approche basée sur la qualité du
code de l’élève. Dans le cadre du cours [INFBO131] Introduction à la
programmation, nous avons développé un agent virtuel conversationnel,
plus communément appelé chatbot, qui permet aux étudiants de lui poser
des questions concernant la programmation. Celui-ci pouvant également
donner un retour sur le code en remplaçant la console d’un IDE. Ce
chatbot crée un lien avec l’équipe pédagogique du cours. En effet, celui-ci
est capable de fournir rapidement des retours sur la qualité de code des
étudiants. Dans notre solution nommée botlearn, le chatbot est un
outil utile aussi bien pour les élèves que le corps enseignant.
Abstract
Programming is an area that is increasingly being studied. Over
the years, new methods have appeared to give a better pedagogical
support to this learning. In this paper we propose an approach based on
the quality of the student’s code. Within the framework of the course
[INFBO131] Introduction to Programming, we have developed a virtual
conversational agent, more commonly called chatbot, allowing students
to ask questions about programming. This one can also give feedback on
the code by replacing the console of an IDE. This chatbot is the link with
the teaching team of the course because it is able to give quick feedback
on the quality of the students’ code. In our solution called botlearn,
the chatbot is a useful tool for both students and teachers.
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1 Introduction
1.1 Contexte
L’apprentissage de la programmation est complexe et il le reste malgré la
mise à disposition pour l’étudiant d’une multitude de solutions innovantes qui
ont pour but de l’accompagner dans cet apprentissage. Sans être exhaustif,
on peut évoquer des outils d’analyse statique de codes, des plateformes qui
permettent d’observer pas à pas l’exécution du code ou encore des dispositifs
avec de la "gamification".
D’année en année, le nombre d’élèves inscrits au cours d’introduction à
la programmation n’a pas arrêté d’augmenter et il devient de plus en plus
difficile pour les enseignants de satisfaire à la demande et d’octroyer un temps
d’enseignement suffisant qui permet de rencontrer les attentes individuelles de
ces étudiants.
La programmation résulte d’une construction en cascade de multiples
concepts : si une étape n’est pas bien assimilée ou rédigée, la suite de la
programmation sera un échec. Par exemple, la construction d’une boucle néces-
site la bonne compréhension de la notion de condition sans quoi, le résultat
de l’exécution du programme ne sera pas celui attendu. Tout au long de son
apprentissage, il est important que l’élève dispose d’un outil pédagogique qui
l’aide et lui apporte les solutions nécessaires lorsqu’il est confronté à un blocage
ou une erreur. De même, l’enseignant doit pouvoir disposer des informations
nécessaires sur les capacités des étudiants à progresser dans leur formation
ainsi que sur les étapes difficiles qu’il convient d’éclaircir lors des formations
pratiques individuelles.
Différents environnements de développement peuvent fournir un retour sur
le code réalisé par l’étudiant, mais cela n’est pas optimal ; en effet, celui-ci
reste souvent confronté à des questions non solutionnées ou à des réponses peu
compréhensibles, ce qui crée un sentiment d’impuissance et peut mener à un
abandon dans la démarche d’apprentissage.
Depuis quelques années, des agents conversationnels sont apparus, appelés
chatbot, et utilisés dans divers domaines et métiers (support client, télémarké-
ting, etc.). Ils permettent une interaction simple entre les systèmes informatiques
et leurs utilisateurs.
Ces nouvelles techniques peuvent se révéler d’un intérêt majeur dans l’ap-
prentissage de la programmation, en permettant à un étudiant non expert de
disposer d’un soutien pédagogique directement disponible ainsi que d’une aide
efficace dans la correction de l’exercice de programmation. Cependant, un outil
fiable, efficace, aisé et disponible en français reste attendu.
1.2 Objectifs
Dans ce contexte, plusieurs objectifs ont été identifiés et vont accompagner
la recherche de ce travail :
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• proposer une aide efficace et motivante afin que l’étudiant puisse progresser
dans son apprentissage de la programmation
• offrir un retour d’apprentissage à l’étudiant, constructif, compréhensible,
et un accompagnement dans sa progression par des conseils et des renfor-
cements positifs
• apporter une aide au corps enseignant par la création d’un outil utile
dans les tâches pédagogiques et l’encadrement des étudiants qui suivent
le cours d’introduction à la programmation.
1.3 Question de recherche
Pour les étudiants qui suivent le cours d’introduction à la pro-
grammation ainsi que pour leurs enseignants, quels sont les moyens
réalistes et pédagogiques qui peuvent être mis à disposition pour
apporter un encadrement efficace et permettre un meilleur appren-
tissage des techniques de programmation ?
• quels sont les facteurs qui influencent l’apprentissage de la programma-
tion ?
• comment sont perçus les feedbacks donnés aux étudiants ?
• quels sont les types de feedbacks adéquats à proposer aux étudiants ?
• quelles sont les principales difficultés rencontrées par les étudiants dans
leurs apprentissages ?
• quels sont les outils et les langages de programmation adaptés à l’appren-
tissage de la programmation ?
1.4 Plan du mémoire
La conception d’un chatbot pédagogique est la réponse apportée à la question
de recherche formulée et ce résultat est le fruit de plusieurs étapes détaillées
dans ce mémoire. Une telle solution s’est concrétisée au travers de la mise en
place d’un serveur centralisé qui fournit un chatbot à destination des étudiants
et une plateforme Web au service du corps enseignant.
Une recherche scientifique des éléments qui ont un impact sur la réalisation
a été consignée dans le chapitre État de l’Art. Ainsi, des facteurs tels que la
cognition, la psychologie de l’étudiant, les erreurs commises ont dû être gardés
à l’esprit durant la mise en place de la solution. Des aspects plus technolo-
giques comme les Environnements de Développement Intégré, les langages de
programmation et l’analyse des solutions existantes ont déterminé les choix
techniques de l’utilisation de l’agent conversationnel.
Dans la section 3.3 du travail, les différentes étapes de la réalisation du
chatbot sont détaillées, depuis l’analyse des attentes des étudiants jusqu’au
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choix du langage de programmation et de l’Environnement de Développement
Intégré et finalement la description concrète et détaillée de la solution proposée
et nommée botlearn.
Finalement, l’utilisation du logiciel permettra de valider son caractère
opérationnel et réaliste ainsi que de définir les évolutions possibles qui pourront
lui être apportées.
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2 État de l’Art
Ce chapitre passe en revue les informations nécessaires pour comprendre
l’apprentissage d’un étudiant dans un cours de programmation. Les volets
d’apprentissage cognitifs (section 2.1) et psychologiques (section 2.2) servent à
comprendre le parcours d’apprentissage de l’étudiant et doivent être abordés
dans un premier temps. Ensuite, il est nécessaire de s’attarder sur les difficultés
(section 2.3) que l’étudiant peut éventuellement rencontrer dans son parcours.
Le choix de l’Environnement de Développement Intégré (EDI) (section 2.4)
sera également examiné. La pertinence du langage dans l’apprentissage de la
programmation sera abordée (section 2.5). Puis, les solutions existantes pour
faciliter l’apprentissage de la programmation (section 2.6) seront également
explicitées avant de donner un aperçu des assistants virtuels (section 2.7).
2.1 Facteurs cognitifs
Cette section met en lumière certains facteurs ayant une influence sur
l’apprentissage. Ces derniers permettent de mieux comprendre le fonctionnement
des étudiants, et de saisir l’importance de la charge cognitive.
2.1.1 Styles d’apprentissage
Chaque personne a son propre style d’apprentissage et les étudiants qui
suivent des cours de programmation n’échappent pas à la règle. De toute
évidence, en l’absence de conseil ou guidance, les étudiants auront tendance à
adopter le style qu’ils préfèrent ou qui les a le mieux servis dans le passé [Tandon
and Ravikumar, 2013]. Deux styles d’apprentissage se dégagent. Il s’agit du
"deep learning" et "surface learning". Une personne "deep learner" aura
tendance à comprendre la matière en profondeur tandis qu’un "surface learner"
se concentrera plutôt sur les points clés. La difficulté de la programmation
requiert un mélange de ces deux styles. Le "surface learning" est très utile
pour se remémorer les règles de syntaxe d’un langage de programmation, mais
développer des compétences en programmation nécessite un "deep learning"
[Tandon and Ravikumar, 2013]. Les étudiants qui ont eu l’habitude d’étudier
en surface auront du mal à se plonger dans le code tandis que ceux qui avaient
pour habitude d’aller dans le détail auront du mal à avoir une vision globale
d’un langage de programmation [Jenkins, 2001].
2.1.2 Charge cognitive
La charge cognitive est une théorie en psychologie qui s’intéresse à la capacité
de stockage de l’information en mémoire de travail et à l’intégration de nouvelles
informations. Elle tend à expliquer les échecs ou les réussites des personnes en
situation d’apprentissage en général.
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Figure 1 – Les différentes étapes rencontrées durant la réalisation d’un pro-
gramme [Kinnunen and Simon, 2011].
Selon cette théorie, un être humain ne peut intégrer que sept éléments
simultanés. Sa capacité d’apprentissage sera donc altérée lorsque le nombre
total d’exigences dépasse sa capacité de mémoire (également appelé mémoire
de travail). Toutefois, cette limite est appelée à varier selon les individus pour
monter à neuf éléments intégrés ou bien être réduite à cinq [Mason et al., 2015].
Trois différentes sources de charge cognitive peuvent également être identi-
fiées :
• Charge intrinsèque : il s’agit de la complexité de la tâche ;
• Charge externe : il s’agit de la clarté de l’information, comment l’in-
formation est présentée ;
• Charge essentielle : il s’agit de la concentration requise pour réaliser
ou comprendre l’information.
Ces trois charges sont additives ce qui signifie qu’il serait théoriquement
possible d’en avoir une « complète » (au niveau des sept éléments) et les deux
autres complètement vides [Morrison et al., 2014]. La charge cognitive aura un
impact significatif sur le choix de l’IDE (section 2.4).
2.1.3 Facteurs émotionnels
La réalisation d’un programme ou d’un exercice de programmation impose à
la personne un cheminement par plusieurs étapes émotionnelles (figure 1). À cha-
cune des étapes, l’étudiant est confronté à un ensemble d’émotions spécifiques.
Par exemple, il semble naturel que dans l’étape "Encountering difficulties" les
émotions comme la frustration ou la confusion soient fréquemment rencontrées
[Kinnunen and Simon, 2010].
Les émotions ont un rôle prépondérant sur l’efficacité de l’étudiant durant
l’apprentissage de la programmation. En effet, les émotions négatives ont une
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corrélation négative dans l’accomplissement d’une tâche. Les phases "Getting
Started", "Encountering difficulties" et "Dealing with difficulties" sont sus-
ceptibles d’être influencées par un grand nombre d’émotions négatives. Une
attention toute particulière est nécessaire au niveau de ces trois phases pour
atténuer les effets négatifs et garder l’étudiant dans une bonne dynamique [Kin-
nunen and Simon, 2010]. Il faut également souligner que le manque d’assistance
à la suite d’obstacles rencontrés par les étudiants est un facteur de frustration
supplémentaire et conduit à diminuer la qualité de leurs résultats [Bosch et al.,
2013].
En lien avec la partie 2.1.2, le facteur émotionnel est également lié à la
charge cognitive à laquelle il faut prêter attention. Pour désigner cette charge,
le terme « charge émotionnelle auxiliaire » est utilisé [Kinnunen and Simon,
2010].
 En Bref ! : Facteurs cognitifs
Trois points ont été abordés dans cette section. Premièrement, il y a
le style d’apprentissage d’un étudiant, celui-ci pouvant être un "deep
learner" ou un "surface learner". Deuxièmement, la charge cognitive
est composée de trois sources différentes : intrinsèque, externe et es-
sentielle. Troisièmement, il reste les facteurs émotionnels qui pourront
être ressentis par un étudiant lors de la réalisation d’un exercice.
2.2 Facteurs psychologiques
Dans cette section, les facteurs psychologiques sont abordés. De façon non ex-
haustives, ceux mis en évidence dans cette section sont le profil d’apprentissage,
de la mentalité, de la notion de feedbacks et de la motivation.
2.2.1 Profils d’apprentissage
Des psychologues ont démontré que chaque individu à sa propre façon de
percevoir et d’interagir avec l’environnement d’apprentissage dans lequel il
évolue. Un profil d’apprentissage peut être déterminé par cinq dimensions selon
Carmo [Carmo et al., 2006] :
1. Sensoriel ⇔ Intuitif
2. Visuel ⇔ Verbal
3. Actif ⇔ Réfléchi
4. Séquentiel ⇔ Global
5. Inductif ⇔ Déductif
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Figure 2 – Classification en fonction des résultats [Carmo et al., 2006].
Il est possible de déterminer le profil d’apprentissage via un questionnaire
(figure 2). Toutefois, l’analyse du questionnaire n’est pertinente que si celle-ci
est réalisée par un psychologue. Tout l’intérêt du profil d’apprentissage repose
sur l’optimisation possible de la manière dont les contenus sont enseignés et les
messages délivrés à l’attention des étudiants. Par exemple, pour la dimension
numéro quatre, si un professeur sait qu’il enseigne à un étudiant avec une vision
globale, alors il faudra présenter le problème de manière générale. À l’inverse,
si l’étudiant est plutôt séquentiel, il faudra présenter le problème étape par
étape [Felder and Soloman, 2011]. Le profil d’apprentissage est une notion
importante, car il met en avant le fait que chaque personne a des capacités
cognitives différentes. Il est donc compréhensible que chaque étudiant présente
plus ou moins de problèmes en fonction du type d’exercice, de la présentation
de la question, etc. [Carmo et al., 2006].
2.2.2 Fixed et Growth Mindset
Les psychologues ont tendance à classer les personnes en deux types de
mentalités. L’une sera la mentalité fixe (fixed mindset) tandis que l’autre sera
la mentalité de croissance (growth mindset). Les gens ayant une mentalité fixe
auront tendance à croire qu’ils sont nés avec une certaine intelligence et qu’ils
ne pourront pas faire grand-chose pour l’influencer. Alors que ceux qui ont une
mentalité de croissance auront tendance à penser qu’avec un travail acharné et
de la persévérance, l’intelligence ou leur savoir-faire pourra augmenter [Murphy
and Thomas, 2008].
Durant l’apprentissage de la programmation, les étudiants de première année
se voient confrontés à des obstacles comme des erreurs de codage. Lorsqu’un
étudiant avec une mentalité fixe se retrouve dans cette situation, il aura tendance
à ressentir un sentiment d’impuissance et souhaitera rapidement abandonner.
En revanche, celui avec une mentalité de croissance voudra persévérer pour
surmonter cet obstacle [Scott and Ghinea, 2014].
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Figure 3 – Déplacer un étudiant d’une mentalité à une autre [Murphy and
Thomas, 2008].
Toutefois, il a été démontré que cette conception de la mentalité n’est pas
immuable et qu’il est possible d’agir positivement sur celle-ci [Murphy and
Thomas, 2008].
Sur la figure 3, les émotions sont mises en avant et reflètent ce qui a été
exposé dans la section 2.1.3. Il y a plusieurs niveaux de difficulté et dans chacun
de ceux-ci, un étudiant réagira de façon différente en fonction de sa mentalité.
Le point important de ce graphe concerne les flèches verticales. Il est possible
de passer d’une mentalité fixe à une mentalité de croissance. Ce passage est
possible grâce à l’enseignant dont la mission est de faire progresser l’étudiant
notamment par l’utilisation de feedbacks positifs. Ceci sera exploré dans la
section suivante.
2.2.3 Feedbacks positifs
Il est possible d’influencer positivement la mentalité d’un étudiant. Pour
ce faire, le feedback est un moyen extrêmement important et efficace dans
l’évolution d’une mentalité fixe vers une mentalité de croissance. La notion de
feedback est quelque chose qui revient très souvent et a montré sa pertinence
dans l’apprentissage de la programmation. De manière générale, un feedback
négatif aura tendance à pousser à l’abandon l’étudiant doté d’une mentalité fixe.
Il est donc très important que le feedback donné à l’étudiant soit positif. En
plus d’être positif, celui-ci doit être pertinent afin que l’étudiant puisse avancer
dans la résolution de son programme [Cutts et al., 2010]. Les étudiants avec
une mentalité de croissance auront beaucoup plus de facilités à être confrontés
à une erreur et à essayer de s’améliorer. Il a été remarqué qu’en ajustant le
feedback de manière positive aux étudiants avec une mentalité fixe, ceux-ci ont
eu tendance à abandonner moins vite. Ces étudiants réagiraient de manière
plus positive. Il est donc très intéressant de constater qu’en ajustant la manière
de communiquer l’information, un étudiant verra sa détermination et son
investissement se modifier [Murphy and Thomas, 2008].
Au-delà des mentalités, il a été démontré que les explications des erreurs
fournies par les interpréteurs et compilateurs sont ardues à comprendre pour les
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Figure 4 – Les différents types de feedbacks [Kinnunen and Simon, 2010].
débutants. Plus important encore, ces explications peuvent être perçues comme
négatives et donc faire abandonner une partie des étudiants. La compréhension
de l’erreur est un point clé dans l’apprentissage de l’étudiant [Kinnunen and
Simon, 2010].
On distingue trois manières de comprendre et réagir face à une erreur (figure
4) :
• Binary information : que cela fonctionne ou pas, je ne comprends pas
• Low information : je sais qu’il y a une erreur, mais je ne sais pas où
est le problème
• High information : je sais quel est le problème et je sais quoi faire,
mais je n’y arrive pas.
Il est donc très important d’identifier d’abord dans quel état les étudiants
se trouvent afin de les aider efficacement à progresser. Guider l’étudiant dans
sa réflexion en fonction de sa compréhension est primordial sinon cela peut
conduire à une « assistance » dépourvue de sens pour les élèves [Kinnunen and
Simon, 2010].
2.2.4 Motivations
La motivation d’un étudiant à apprendre l’informatique est un facteur clé.
De manière générale, un étudiant qui souhaite aboutir se doit d’être motivé et
de s’investir. Cela est d’autant plus vrai pour la programmation qui est une
discipline avec un aspect pratique important [Jenkins, 2001].
Les différentes formes de motivation ont pu être classifiées en trois grandes
catégories qui englobent des motivations plus détaillées [Entwistle, 1998].
• Extrinsèque
– l’apprentissage a un but instrumenté
– l’étudiant a la satisfaction de la réalisation d’un travail
– l’étudiant est influencé par des récompenses ou de la pression (p.
ex. : pression familiale).
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Par exemple, si un étudiant apprend l’informatique dans le but de
trouver facilement un travail et de gagner de l’argent (but futur)
alors cette motivation est bien extrinsèque.
• Intrinsèque :
– l’apprentissage répond à un objectif personnel
– l’étudiant démontre un intérêt pour l’informatique
– l’apprentissage provient d’un choix personnel
– l’apprentissage va être influencé par des sentiments de confiance et
de compétence.
Par exemple, si un étudiant est passionné par l’informatique depuis
son enfance, l’apprentissage de la programmation sera perçu unique-
ment comme une continuité dans cette passion ; dans ce cas, il s’agit
d’une motivation intrinsèque.
• Réalisations
– l’étudiant cherche à entrer en compétition, à se mettre en avant
– l’étudiant va se concentrer sur les apprentissages qui lui fourniront
des acquis personnels
– l’apprentissage sera influencé par le temps consacré et par l’organi-
sation de l’étudiant
– l’étudiant verra les travaux comme des challenges personnels
Par exemple, si un étudiant est motivé pour obtenir les meilleures
reconnaissances professionnelles en informatique, il cherchera à avoir
les meilleures notes, car elles influenceront sa carrière future ; dans
ce cas, il s’agit d’une motivation de réalisations.
Ces trois catégories de motivation conduisent à des manières d’apprendre
bien différentes.
Pour une motivation extrinsèque, l’étudiant aura tendance à apprendre de
manière non flexible (« par coeur ») et aura des difficultés à transposer ses
apprentissages dans d’autres contextes. Une motivation intrinsèque apportera
au contraire, un apprentissage plus flexible et permettra une adaptation plus
aisée de l’étudiant. Car celui-ci aura cherché à comprendre le contenu en
profondeur et de manière plus conceptuelle. Finalement, une motivation au
niveau des réalisations va mener à une approche stratégique et polyvalente de
l’apprentissage [Entwistle, 1998].
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 En Bref ! : Facteurs psychologiques
Cette section met en avant quatre facteurs psychologiques. Bien que
difficile à définir, le profil d’apprentissage permet de renforcer l’idée que
chaque individu a sa propre façon d’apprendre. Les mentalités "fixed"
et "growth mindset" permettent d’identifier comment une personne va
réagir par rapport à un exercice. Avoir un certain type de mentalité
n’est pas immuable. Les feedbacks ont la capacité à faire basculer une
mentalité fixe vers une mentalité de croissance. Enfin, l’apprentissage est
influencé par la motivation de l’étudiant. En fonction de sa motivation,
celui-ci aura plus ou moins de difficultés dans son apprentissage.
2.3 Difficultés et Misconceptions
Les difficultés et les misconceptions sont deux éléments clés qui permettent
de définir les problèmes que les étudiants peuvent rencontrer dans leur compré-
hension de la matière et principalement lors de son application à la résolution
d’un exercice.
Zingaro et d’autres proposent une définition de ce qu’est une "misconcep-
tion" :
A student conception describes a belief, theory or explanation
previously developed to explain some behavior observed in the
world. When these beliefs are in conflict with accepted scientific
theories, they become misconceptions. A difficulty refers to an
observable error committed by students [Zingaro et al., 2018].
Les difficultés et les misconceptions semblent universelles. En effet, ces
notions ne sont pas propres au monde de l’informatique.
2.3.1 Difficultés
Nombreuses sont les difficultés rencontrées par les étudiants en program-
mation. Celles-ci peuvent être liées à la compréhension de concepts tels que
les notions de boucles et de conditions ou encore aux concepts de procédures
et de fonctions. D’autres embûches sont également à prendre en compte et à
considérer lors de l’élaboration d’un exercice. Parmi celles-ci, on peut citer
la gestion de l’environnement de programmation qui peut être déroutante de
prime abord, la gestion des fichiers en entrée/sortie ou encore la gestion des
listes [Robins et al., 2006].
L’apprentissage est une accumulation de connaissances et de nouveaux
concepts. Ceux-ci s’additionnent et s’ils ne sont pas parfaitement intégrés, les
difficultés des étudiants augmentent significativement [Cherenkova et al., 2014].
Il faut visualiser cette accumulation comme une pyramide où la base est le
concept élémentaire et les étages suivants sont des concepts de complexité
croissante. Chaque concept repose sur d’anciens concepts appris préalablement.
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Par exemple, le concept de liste est assez rapidement lié au concept de boucle,
car ils sont dans la réalité bien souvent utilisés ensemble. Une difficulté dans la
compréhension des boucles rendra encore plus difficile la compréhension des
listes pour un étudiant.
Il est intéressant de constater que bon nombre d’étudiants arrivent heu-
reusement à surpasser leurs difficultés. Cela se traduit par la diminution au
fil du temps du nombre de questions posées. Par exemple, les questions sur
les boucles et les conditions vont diminuer, mais pas celles sur la visibilité, le
scope, les références, etc. [Cherenkova et al., 2014].
2.3.2 Misconceptions
Les misconceptions font donc référence à des compréhensions fausses ou
inadéquates et deviennent seulement visibles lors de leur mise en place dans un
contexte informatique et pratique [Qian and Lehman, 2017]. L’informatique
est une science bien définie qui catégorise l’ensemble de ses connaissances. En
définissant celles-ci, les misconceptions se rapporteront automatiquement à une
catégorie bien spécifique.
L’informatique peut être séparée en trois catégories [Qian and Lehman,
2017] de connaissances(figure 5) :
1. Syntaxique : reprend les connaissances nécessaires à l’expression d’une
idée d’une manière programmatrice ;
2. Conceptuelle : reprend tous les concepts de base de la programmation,
les concepts clés (p. ex. : variables) ;
3. Stratégique : reprend les connaissances nécessaires pour pouvoir conce-
voir une solution de A à Z, en appliquant la bonne méthodologie, adaptée
à la situation.
Dans la figure 5, on remarque, par exemple, que les erreurs associées à une
mauvaise utilisation de l’opérateur de comparaison (==) font partie des erreurs
syntaxiques. Afin d’aider ces étudiants, l’utilisation d’un environnement de
développement relativement évolué permet de signaler facilement ce genre de
mauvaise compréhension. Ce dernier pourra souligner ces erreurs et afficher le
message explicatif associé.
 En Bref ! : Difficultés et Misconceptions
Cette section met en évidence deux concepts clés qui permettent d’éva-
luer les problèmes rencontrés par des étudiants. Ces problèmes ont été
mis en lumière à travers le détail de leurs difficultés. Une difficulté
fait référence à une compréhension partielle ou erronée d’un concept.
Ensuite, les misconceptions ont été définies comme de mauvaises com-
préhensions de la part des étudiants et qui ne peuvent être révélées que
par la réalisation de travaux pratiques.
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Figure 5 – Exemples de difficultés et de misconceptions [Qian and Lehman,
2017].
2.4 Les IDEs
Le choix d’un Integrated Development Environment (IDE) ou Environ-
nement de Développement Intégré (EDI) est crucial dans un cours où l’on
enseigne la programmation. Ce choix doit être motivé par différents aspects :
la prise en main, le bruit qu’il peut générer en ce qui concerne son utilisation
pour un débutant, mais aussi son intérêt dans le monde de l’industrie. En effet,
certains IDE sont conçus dans un objectif bien précis, soit pédagogique soit
professionnel. Dans ces deux situations, les utilisateurs visés sont très différents
et le produit qui en résulte l’est également. Il est également intéressant de
prendre en compte que certains IDE peuvent être payants [Mason et al., 2015].
Le choix d’un IDE repose sur de nombreux critères. Néanmoins, cinq critères
reviennent de manière récurrente lorsqu’il s’agit de choisir un IDE ayant pour
but l’apprentissage de la programmation. Ces critères sont les suivants :
• pédagogique : la capacité de l’IDE à aider l’étudiant dans l’apprentissage
de la programmation
• debugger/repères visuels : le fait que l’IDE soit clair
• facile à utiliser : le fait que la prise en main de l’IDE puisse se faire
rapidement
• disponibilité/coût en apprentissage pour l’étudiant : ressemble fort aux
points précédents, le but est que l’IDE ne surcharge pas l’étudiant
• motivation des étudiants : si les étudiants ont envie d’apprendre sur cet
IDE (p. ex. : les étudiants peuvent formuler leur avis sur les IDE et
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Figure 6 – Pourcentage d’étudiants apprenant un certain langage de program-
mation et pourcentage de cours utilisant un certain langage de programmation
[Mason and Cooper, 2014].
l’année suivante, celui-ci pourrait être pris en compte)
L’utilisation d’un IDE s’accompagne de difficultés. En effet, il faut être
particulièrement vigilant à la charge cognitive que va induire l’utilisation de
tel ou tel IDE et prendre en compte la limite de la mémoire de travail (sept
éléments en simultané) (voir section 2.1.2). Pour contourner cette limitation,
l’utilisateur créera dès lors du sens dans son environnement ou le concepteur
de l’IDE veillera à ne pas multiplier les interactions possibles.
Afin d’être plus représentatif, des exemples d’IDE et de leurs avantages et
inconvénients seront détaillés dans la section 2.6.
2.5 Les différents langages
Chaque langage de programmation a ses propres spécificités et son utilisation
dans le monde de l’industrie peut varier. Au fur et à mesure des années,
Python et Java sont devenus des « standards » pour l’apprentissage de la
programmation (figure 6). Le langage pour apprendre la programmation est
très souvent sélectionné en fonction de deux critères. Le premier critère étant sa
présence dans l’industrie et le deuxième étant sa « capacité à être pédagogique ».
Évidemment il existe bien d’autres critères comme la facilité d’installation, la
présence d’une Graphical User Interface (GUI) ou encore pouvoir faire de la
Programmation Orientée Objet (POO), etc. [Mason and Cooper, 2014]. Pour
ne citer que les plus utilisés à l’heure actuelle, Python présente l’avantage
d’avoir une syntaxe très « légère » et peu de contraintes. Ceci est un grand
avantage pour la gestion de la charge cognitive. L’utilisation d’un langage de
programmation plus simple d’utilisation permet aux étudiants de se concentrer
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davantage sur l’exercice en lui-même. C’est d’ailleurs pour cette raison que Java
a perdu du terrain par rapport à Python, en raison de ses règles de syntaxe
beaucoup plus lourdes. Toutefois, Java reste toujours le langage numéro 1 dans
l’apprentissage de la programmation orientée objet [Mason and Cooper, 2014].
Au niveau de la figure 6, JavaScript se retrouve en troisième position dans
l’apprentissage de la programmation. Celui-ci a pour avantage d’être facile à
installer et les résultats produits par un code dans ce langage sont très visuels.
En effet, ce langage se couple très souvent avec HTML ainsi que CSS et permet
d’obtenir un ensemble très interactif.
Le langage de programmation ne doit pas être une fin en soi, mais un moyen
pour l’étudiant à apprendre la programmation de façon plus aisée. C’est pour
cette raison que Python commence à devenir un standard dans les cours de
première année [Berglund and Lister, 2010].
2.6 Solutions existantes
Les étudiants disposent de plusieurs solutions pour répondre au mieux à
leurs besoins.
Une solution connue et souvent utilisée est Thonny, un IDE donnant des
outils afin de faciliter la programmation des débutants. La volonté de Thonny
est d’améliorer l’accessibilité d’un IDE en utilisant, notamment, des moyens
visuels qui mettent en avant l’exécution du code, les scopes, les erreurs de règles
de syntaxe, etc. La grande force de Thonny est son débogueur. L’interface
utilisateur de Thonny est adaptée aux débutants (figure 7). Les étudiants, qui
ont décidé d’installer Thonny sur leur propre ordinateur, ont pu utiliser ses
fonctionnalités sans autre aide [Annamaa, 2015]. Thonny utilise exclusivement
le langage Python. La faiblesse de Thonny est qu’il n’est pas du tout adapté à
la construction de gros programmes informatiques impliquant un grand nombre
de lignes de code ou demandant une architecture découpée en plusieurs fichiers.
Dans un même ordre d’idées, UUhistle est un programme permettant de
visualiser l’exécution du code en Python également. Ce programme présente
une interface graphique montrant l’exécution du code pas à pas. Le programme
se veut très accessible pour les étudiants et ainsi leur permettre de facilement
manipuler les éléments de programmation (figure 8) [Sorva and Sirkiä, 2010].
De même que Thonny, UUhistle est très pratique tout au début, mais celui-ci
perd rapidement de son intérêt, car il n’est pas du tout adapté aux programmes
informatiques de plus grande ampleur.
BlueJ est un autre exemple de logiciel qui permet l’apprentissage de la
programmation orientée objet à travers l’utilisation du langage Java [Kölling
et al., 2003]. Au contraire des deux solutions détaillées plus haut, BlueJ ne met
pas en avant l’exécution du programme, mais permet de visualiser les différents
concepts de la programmation orientée objet grâce à de l’UML (figure 9) [Sorva
and Sirkiä, 2010].
BlueJ est conçu comme un environnement d’apprentissage, pour une intro-
duction et n’est pas un logiciel destiné à être utilisé dans l’industrie [Sorva and
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Figure 7 – Exemple d’utilisation de Thonny.
Figure 8 – Exemple d’utilisation de UUhistle [Sorva and Sirkiä, 2010].
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Figure 9 – Exemple d’utilisation de BlueJ.
Sirkiä, 2010].
Outre ceux-ci, il existe d’autres logiciels, mais aucun n’a pour vocation
d’être utilisé dans l’industrie. Cela peut provoquer une certaine détresse pour
l’étudiant lors du passage d’un logiciel pédagogique à un logiciel professionnel.
2.7 Chatbot
Des chatbots existent dans de nombreux domaines. C’est une aide pour les
utilisateurs. Ils facilitent le travail et l’interaction avec le domaine dans lequel
ils évoluent en utilisant le langage naturel [Abu Shawar and Atwell, 2007].
Le chatbot est très souvent utilisé dans un cadre pédagogique et possède
sa propre manière de communiquer de l’information. En effet, il s’adapte en
fonction de la personne qui est en train de lui parler [Benotti et al., 2014].
Sur base des interactions écrites échangées, le chatbot utilisera des patterns
dont l’intérêt est de trouver la bonne motivation pour les étudiants afin de leur
enseigner les concepts de base. Un chatbot se base sur ce que la personne lui
écrit, il utilise des patterns.
Selon Benotti, l’impact des chatbots est positif pour les étudiants dans leur
apprentissage de la programmation. Les étudiants ont tendance à trouver qu’un
chatbot est relativement intéressant, pratique et donne envie d’en apprendre
plus. Cela est notamment expliqué par le fait qu’un chatbot procure à l’étudiant
un retour d’information immédiat. De plus, l’information est donnée de manière
structurée afin de ne pas perdre l’étudiant [Benotti et al., 2014].
Néanmoins, même si l’utilisation d’un chatbot dans le domaine de l’appren-
tissage peut servir d’amplificateur, il faut constater qu’il ne peut remplacer un
professeur. En effet, le chatbot reste limité dans ses interactions en fonction
de sa base de connaissances et celui-ci n’a pas toujours la capacité de saisir le
contexte derrière une question [Abu Shawar and Atwell, 2007].
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 Résumé du chapitre I État de l’Art
Dans ce chapitre, l’attention a été placée sur les informations
utiles pour comprendre l’apprentissage d’un étudiant et com-
ment celui-ci peut être influencé. Cet apprentissage est donc
impacté par des facteurs cognitifs (en lien avec ce qui est mis
en place pour l’apprentissage) et des facteurs psychologiques
(en lien direct avec la personnalité de l’étudiant).
La solution s’intéresse également aux erreurs produites par les
étudiants. Le chatbot s’inscrira dans une utilisation pratique
(réalisation de TP). Celui-ci permettra donc de détecter les
misconceptions des élèves et permettre au corps enseignant de
se repositionner par rapport à celles-ci.
Ce chapitre a également mis en évidence, autant dans un cadre
pédagogique que professionnel, les utilisations d’IDE, les choix
des langages de programmation et les solutions préexistantes.
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3 Conception
Le travail a consisté en la réalisation d’une plateforme d’aide à la program-
mation. Les différentes étapes depuis la conception jusqu’à la mise en service
vont être détaillées.
3.1 Observations
Après analyse des solutions existantes, passées en revue dans le chapitre
précédent, l’observation des moyens utilisés par les étudiants a permis d’éva-
luer le degré d’adaptation des outils utilisés pour leur apprentissage de la
programmation.
3.1.1 Public observé
Durant la réalisation du mémoire, le cours [INFOB132] Projet de program-
mation était également donné. Lors de ce cours, des étudiants de bloc 1 en fin
d’apprentissage de la programmation ont été rencontrés. Ils devaient mettre en
pratique ce qu’ils avaient étudié durant le premier quadrimestre. L’approche
avec ce public s’est déroulée de deux manières.
1. Rencontre des étudiants de manière individuelle et collective
2. Utilisation d’un « HelpDesk » permettant aux étudiants de venir poser
leurs questions sur une plateforme en ligne.
Concernant les rencontres individuelles, plusieurs questions ouvertes ont été
posées afin de cibler les difficultés, les outils utilisés, les moyens de résolution
des erreurs, etc. Le but de ces questions était de déterminer les différents profils
d’étudiants et de bien comprendre les difficultés rencontrées, mais également
les points positifs durant l’apprentissage de la programmation.
Toutes les questions du tableau 1 ont été posées juste avant la fin du premier
quadrimestre à plusieurs étudiants en informatique ou en ingénieur de gestion.
Les résultats de ces observations seront explicités dans la section 3.1.2.
L’approche « HelpDesk » avait pour but de récolter un grand nombre de
données. Les étudiants ont été amenés à poser leurs questions au HelpDesk
lorsqu’ils étaient confrontés à un problème dans leur projet. L’objectif était
double : d’abord la récolte des questions posées et ainsi dégager des tendances ;
ensuite le paramétrage des réponses prédéfinies à des questions et l’observa-
tion des réactions de l’étudiant vis-à-vis de ces réponses automatiques. Le
fonctionnement du HelpDesk était très simple, les étudiants posaient leurs
questions sur la plateforme (figure 10). En fonction de la question, si celle-ci
était « simple », une réponse automatique était donnée. Si la question était
trop complexe, une véritable personne intervenait et répondait à la question.
Dans tous les cas (réponse automatique ou non), la réponse comprenait un
rappel théorique de la partie qui posait problème. Par exemple, s’il y avait un
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Questions Réponses
Quelle est ton expérience avec l’informatique ?
Avais-tu déjà programmé avant d’être à l’université ?
Si oui qu’as-tu déjà réalisé ? Si non, pourquoi ?
Comment trouves-tu le cours d’introduction à la programma-
tion ?
As-tu bien saisi tous les concepts qui ont été vus en cours ?
Quand tu bloques lors de la réalisation d’un exercice
Comment réagis-tu ?
Est-ce que la barrière de la langue est un problème ?
Quelle est ton approche avec la documentation en ligne ?
À quel moment te sens-tu capable de coder seul ?
et sans être accompagné ?
As-tu eu des difficultés avec les outils qui servent à programmer ?
Comment améliorais-tu la notion d’apprentissage de la pro-
grammation ?
Table 1 – Questions posées aux étudiants lors d’interviews
problème avec les boucles, un rappel théorique des boucles était donné. En plus
de cela, les « erreurs classiques » étaient présentées et un lien était donné vers
une documentation 2 non officielle, mais très réputée en français. Toutefois, le
HelpDesk n’a pas permis de mettre le doigt sur des misconceptions. À l’inverse,
les erreurs de compréhension ont pu être clairement identifiées. Le niveau de
connaissance en informatique des étudiants a rendu plus laborieux leur capacité
à écrire de façon compréhensible leurs difficultés face au problème rencontré.
­ En Bref ! : Public observé
Pour réussir à proposer un chatbot le plus adapté aux étudiants, nous
avons procédé en deux grandes étapes :
1. Comprendre et identifier les différents profils des étudiants afin
d’observer les difficultés.
2. Tester en situation réelle un chatbot (appelé HelpDesk) pour
distinguer les différentes utilisations et obtenir les questions
posées.
3.1.2 Analyse des résultats
Les rencontres avec les étudiants ont permis de mieux comprendre leurs
besoins et distinguer les différents types de profils. Certains étudiants sont plus
à l’aise avec un langage de programmation tandis que d’autres ont plus de diffi-
cultés avec les concepts de base et posent des questions très abstraites. N’ayant
2. https://python.doctor
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Figure 10 – HelpDesk mis en place.
pas compris les concepts se cachant derrière l’exercice, les étudiants posent une
question du type « Pourquoi mon dictionnaire n’a-t-il pas ajouté la valeur ? »,
« Pourquoi j’obtiens ce résultat ? », etc. D’un autre côté, ceux qui maîtrisent la
matière ont tendance à poser des questions plus précises « Comment utiliser
split ? », « Comment supprimer un élément de mon dictionnaire ? », etc. Il
est évident qu’il s’agit d’un résumé simpliste, mais cela permet de se rendre
compte des types de questions que ces groupes d’étudiants sont amenés à poser.
Grâce au HelpDesk, il a été possible d’affiner les types de questions posées
pour concevoir un chatbot. Il n’a malheureusement pas été possible d’explorer
plus en profondeur la piste des rencontres des étudiants à la suite de la crise
sanitaire du coronavirus.
Un point important à soulever durant les échanges concerne la documenta-
tion. La majorité des étudiants préfèrent les exemples et trouvent qu’il n’est
pas toujours simple de lire une documentation. La présentation de l’information
semble jouer énormément sur la compréhension de l’étudiant et même sur sa
motivation à essayer de comprendre.
Le HelpDesk a permis d’obtenir beaucoup d’informations. Les structures
de données et la manipulation de fichiers ont été des sujets de question très
récurrents. Ce n’est pas étonnant, car ces sujets ont tendance à être plus
abstraits que la notion de « condition » par exemple. Lorsque l’étudiant recevait
sa réponse, obtenir une réponse en français suffisait à le rassurer et le mettait
dans de bonnes dispositions.
Au fur et à mesure de l’arrivée des questions, un regroupement a été réalisé
afin de pouvoir identifier les questions récurrentes.
La première grande tendance concerne les questions sur le contexte. La
clarté de l’énoncé, les énoncés ambigus, etc. ont fait l’objet d’un grand nombre
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de questions. C’est très intéressant de voir que l’énoncé en lui-même peut être
un obstacle et freine l’étudiant dans la réalisation d’une problématique.
La deuxième tendance, déjà brièvement évoquée, concerne les questions
sur la matière en elle-même. Beaucoup de questions impliquaient des « erreurs
classiques » comme un problème de structure dans les dictionnaires, d’itération
dans les boucles, dans l’ouverture d’un fichier, etc.
La troisième tendance concerne les questions très précises sur l’exercice et
certains étudiants souhaitaient de façon claire la réponse directe au problème.
Plusieurs raisons peuvent permettre de comprendre cette demande. Par exemple,
il peut s’agir d’un souci de compréhension ou d’un manque de connaissances de
la programmation. Il peut également s’agir d’un manque d’intérêt. Il n’est pas
toujours évident de comprendre ce qu’il se cache derrière une question d’un
étudiant. Le constat qui a été tiré avec ce genre de questions était qu’il n’y
avait aucune démarche constructive de la part des étudiants pour essayer de
s’améliorer. Avec du recul, la troisième catégorie est sans aucun doute la plus
complexe à traiter.
Lorsque l’on se concentre sur le feedback envoyé aux étudiants, le fait de
rester en français et d’être plus explicite qu’une documentation leur a permis
de continuer à avancer. Il est très laborieux de savoir si les feedbacks donnés
avec le HelpDesk se sont avérés être plus pertinents avec des étudiants ayant
une mentalité fixe, mais le fait de voir des étudiants revenir plusieurs fois pour
des questions différentes a laissé entrevoir des points positifs. Des étudiants
ayant de réelles difficultés ont réussi à comprendre leurs erreurs et sont revenus
à chaque fois qu’ils en rencontraient de nouvelles. Le fait de dialoguer en
donnant des feedbacks qui ont été orientés « positifs » n’a, en tout cas, pas
démotivé les étudiants. Un autre avantage à tirer du HelpDesk est sa simplicité.
L’étudiant n’avait qu’à poser sa question et attendre une réponse. Aucune autre
information n’était présente afin d’éviter de complexifier la compréhension du
problème.
­ En Bref ! : Analyse des résultats
Grâce aux rencontres et au HelpDesk, il a été possible de déterminer
un ensemble de questions pouvant être posées par les étudiants. Ces
questions posées peuvent être classées en trois grandes catégories.
La manière dont sera adressé le feedback est notamment basée sur
l’expérience des étudiants à propos du HelpDesk.
3.1.3 Utilisation potentielle des résultats
Grâce au HelpDesk et aux rencontres effectuées, il a fallu développer une
solution pertinente quant à l’apprentissage de la programmation. Le chatbot est
un vecteur de pédagogie qui a semblé pertinent lors des interviews. L’HelpDesk
a fait ses preuves durant le confinement. Les étudiants sont venus poser leurs
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questions et l’ont utilisé comme un assistant virtuel. Le fait de pouvoir dialoguer
avec quelqu’un facilite l’interaction et la compréhension de certains concepts.
Les questions qui ont été posées sur le HelpDesk ont permis d’enrichir la base de
connaissances du chatbot. Chaque étudiant ayant sa propre façon de parler, il
était nécessaire d’encoder une même question posée plusieurs fois de différentes
façons pour que le chatbot puisse comprendre la question.
La façon dont l’information était présentée avec le HelpDesk s’est avérée
efficace. Généralement après une question, un bref rappel théorique était réalisé
puis un exemple était donné. Cela a permis de confirmer l’importance du
mode de communication de l’information, et notamment l’intérêt de fournir un
exemple. Au niveau du fond et de la forme, le chatbot gardera donc la même
structure. Donner l’information en français paraît être judicieux et évite de
complexifier la compréhension de l’étudiant. Dialoguer en français à travers le
HelpDesk a enlevé cette barrière de la langue. Il paraît dès lors approprié de la
conserver pour concevoir le futur chatbot.
­ En Bref ! : Utilisation potentielle des résultats
Ce sont les questions posées par les étudiants qui ont nourri la pre-
mière version du chatbot. Un feedback correct adressé aux étudiants
a montré son importance et la forme utilisée, appréciée par eux, a
été conservée puis adaptée pour le développement du chatbot.
 En Bref ! : Observations
À travers cette section, nous avons pu discuter du public observé
ainsi que des résultats en rapport avec ces observations. Le public
ayant été les étudiants du premier bloc. Les informations récoltées sont
notamment les questions posées par un étudiant, mais également les
difficultés rencontrées par celui-ci. Les résultats obtenus permettant de
nourrir la solution finale du chatbot.
3.2 Définition des bases du travail
Cette section aborde les choix effectués concernant le langage de program-
mation ainsi que l’Environnement de Développement Intégré (EDI).
3.2.1 Choix du langage
Sur base de l’état de l’art et du cours [INFOB131] Introduction à la pro-
grammation, le choix du langage s’est porté sur Python. Il est évident que
changer de langage de programmation aurait été quelque chose de fastidieux
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pour le titulaire du cours et surtout cela n’était clairement pas nécessaire. La
pertinence du langage Python a été démontrée dans l’état de l’art et durant les
interviews. Ce langage de programmation n’a pas été identifié comme étant un
frein par les étudiants ; au contraire, celui-ci possède de nombreux avantages
pédagogiques.
3.2.2 Choix de l’IDE
Aujourd’hui, la faculté d’informatique de l’UNamur utilise Canopy comme
IDE pour ses cours d’introduction à la programmation. Ce logiciel a l’avan-
tage d’être suffisamment ludique pour être utilisé par les primo-arrivants en
informatique, mais également d’inclure la gestion et la création de notebooks.
L’utilisation de ces notebooks est mise en avant dans les cours et les étu-
diants apprennent donc dans ce type d’environnement bien que sa conception
s’éloigne d’une solution professionnelle. L’objectif premier d’un notebook est de
conserver une trace des exécutions et de présenter le raisonnement derrière un
code. Cependant, on remarque que certains étudiants continuent d’utiliser ces
solutions alors que le cadre de réalisation ne s’y prête pas (p. ex. pour d’autres
projets informatiques qu’ils sont amenés à réaliser dans la suite de leur cursus
universitaire). L’observation des étudiants a permis de remarquer une grande
disparité entre les IDE utilisés par les étudiants. Dans les faits, les étudiants
qui utilisent Canopy ne sont pas majoritaires.
Précédemment, Visual Studio Code (VSCode) a été présenté comme une
solution qui se positionne entre l’IDE pédagogique et l’IDE professionnel. Le
choix d’un tel IDE permet d’envisager plus sereinement une transition dans les
IDE utilisés par les étudiants en comparaison à une solution comme Canopy.
De manière naturelle, beaucoup d’étudiants choisissent VSCode comme IDE
bien qu’il ne soit pas mis en avant dans le cadre des cours d’introduction.
Visual Studio Code permet l’installation d’extensions au travers d’un "Mar-
ket" de manière facile (One-Click Install). L’intégration d’un chatbot dans un
IDE semble adéquate et d’autant plus pour VSCode grâce à ses possibilités de
contrôle de la mise en forme. C’est en prenant en compte tous ces critères, que
VSCode a été sélectionné pour supporter notre solution de chatbot.
 En Bref ! : Définition des bases du travail
Sur base de la revue de littérature ainsi que des observations réalisées,
le langage de programmation Python ainsi que sur l’IDE VSCode ont
été sélectionnés.
3.3 Solution proposée
Dans cette section, l’infrastructure du projet est détaillée afin de rencontrer
les objectifs du travail. La solution se décompose de façon suivante (figure 11) :
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1. un chatbot, pièce principale de cette solution.
2. une interface pédagogique pour les professeurs et assistants.
3. un serveur regroupant plusieurs sous-composants permettant de fournir les
ressources nécessaires au bon fonctionnement du chatbot et de l’interface
pédagogique.
Chaque composant possède sa propre particularité et sert une fonction
bien définie dans la réalisation de la solution par rapport aux objectifs posés.
Sur base des solutions existantes et après s’être entretenu avec le public cible,
développer un nouveau moyen pédagogique d’apprentissage à la programmation
s’est imposé comme une évidence.
Pourtant, il est très difficile de trouver un juste équilibre entre les solutions
proposées par le monde professionnel et le monde pédagogique. En effet une
solution à vocation uniquement pédagogique (p. ex. Thonny) devient contre-
productive dans le monde professionnel. À l’inverse, une solution professionnelle
(telle que Pycharm) surcharge cognitivement (voir section 2.1.2) un étudiant avec
du contenu superflu pour son apprentissage de la programmation. La solution
proposée doit donc trouver un équilibre entre les deux mondes, permettre
l’apprentissage d’un premier langage de programmation et même encourager
l’étudiant à transiter vers les outils professionnels.
La solution proposée met également l’accent sur les besoins d’interaction des
étudiants. Lors de TP, par exemple, ils cherchent à obtenir des réponses claires
de la part de leurs assistants sur des points spécifiques. La même qualité de
réponse sera, par ailleurs, rarement obtenue sur internet, en raison de la langue
employée et la mauvaise interprétation du contenu de la console. Le chatbot
répond à cette nécessité. Il simule l’interaction avec un enseignant lorsque des
questions basiques de programmation sont posées et stimule l’étudiant afin que
celui-ci recherche la réponse de lui-même.
Par ailleurs, un autre but poursuivi par la solution proposée est de soulager
les assistants de la surcharge de questions basiques. En effet, si celles-ci sont
traitées par le chatbot, un gain de temps substantiel sera dégagé afin de pouvoir
se concentrer sur des questions plus complexes. Enfin le chatbot a pour intention
d’être complémentaire avec les séances de TP.
3.3.1 Chatbot
Pour créer un agent conversationnel, la librairie ChatterBot 3a été utilisée,
car elle met en place un nombre d’outils utiles pour la création du chatbot
souhaité. Pour fonctionner, le chatbot a besoin d’être entraîné avec un certain
nombre de questions/réponses afin que par la suite, il puisse comprendre la
question posée par l’utilisateur, peu importe le phrasé. Dans ce cas-ci puisqu’il
s’agit d’un agent conversationnel pour l’apprentissage de la programmation, il
est primordial que cet entraînement soit réalisé par un spécialiste du langage
3. https://chatterbot.readthedocs.io/en/stable/
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Figure 11 – Infrastructure proposée pour répondre aux objectifs du mémoire.
Python afin d’apporter des réponses cohérentes à des questions classiques
posées par les étudiants. Le bot va donc enregistrer dans sa base de données un
ensemble de questions/réponses ainsi qu’éventuellement des fils de discussions
si cela s’y prête (figure 12).
Une fois le chatbot entraîné, il est possible de lui poser des questions en
lien avec l’entraînement qu’il a reçu. Dès que l’étudiant a posé sa question, un
processus est mis en place afin de trouver le meilleur "matching" possible avec
une question préenregistrée dans le bot (figure 13) .
Pour déterminer si la question posée correspond à un élément introduit
en BD, la distance de Levenshtein est utilisée. Celle-ci permet de donner la
différence entre deux chaînes de caractères de manière mathématique. Lorsque
l’on prend deux chaînes de caractères et qu’on y applique l’algorithme de Le-
venshtein, on obtient ainsi le coût minimal pour que la première chaîne de
caractères devienne identique à la seconde (figure 14). Il est important de noter
que lors de la comparaison de chaînes de caractères, elles sont au préalable net-
toyées de tous les petits mots « inutiles » (adverbes, prépositions, déterminants,
etc.). Pour ce faire, la librairie Natural Language ToolKit (NLTK) 4 est utilisée
nativement par Chatterbot. Ce préprocessing est réalisé afin d’éviter d’avoir des
phrases qui d’un point de vue syntaxique se ressemblent, mais qui en termes
sémantiques n’ont rien en commun.
Avec cet algorithme, une liste de questions similaires va ressortir. En effet,
il s’agira de toutes les questions encodées et similaires par rapport à la question
d’un étudiant. Chaque question aura un pourcentage de similarité avec la
4. https://www.nltk.org/
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Figure 12 – Exemple de stockage des questions/réponses via un entraînement.
En rose les questions/réponses entraînées et en jaune le stockage/matching en
base de données [Cox, 2019].
Figure 13 – Exemple d’un cas d’utilisation du chatbot sur base d’un entraîne-
ment de questions/réponses.
34/85
3 CONCEPTION 3.3 Solution proposée
Figure 14 – Exemple d’une substitution de la chaîne de caractères "Saturday"
vers "Sunday" en appliquant l’algorithme de Levenshtein [Trekhleb, 2018].
question de l’étudiant. Par la suite, en définissant un seuil (threshold) minimal
au préalable, l’algorithme regarde si dans cette liste il existe une ou plusieurs
questions similaires supérieures à ce seuil.
• Dans le cas où il y a plusieurs questions similaires, cela veut dire qu’il
existe des questions encodées assez proches de la question posée par
l’étudiant. La question ayant obtenu le score le plus haut sera dès lors
choisie et donc, sa réponse associée.
• Dans le cas où il n’y en a qu’une seule supérieure au seuil, ce sera celle-ci
qui sera retenue avec sa réponse associée.
• Dans le cas où, dans la liste, il n’y a aucune question supérieure au seuil,
un message automatique qui stipule que la question n’a pas été comprise
sera donné. La question laissée sans réponse sera sauvegardée dans la base
de données afin de garder une trace de celle-ci. Grâce à cette sauvegarde,
les professeurs et assistants seront amenés à découvrir quelles sont les
questions posées par les étudiants qui n’ont pas encore été anticipées. En
plus de cela, il sera possible rapidement d’enregistrer une réponse à la
question pour réaliser un entraînement sur le chatbot et l’enrichir avec
des questions d’étudiants.
Le chatbot est l’élément visible principal de la solution. Il est le point de
contact avec les étudiants, c’est lui qui communique les réponses aux questions
ainsi que le feedback sur le code. En effet, en plus de répondre aux questions
(figure 15), celui-ci contient un interpréteur et permet de donner des informations
sur la qualité du code.
Prenons l’exemple d’un étudiant qui, pendant la réalisation d’un exercice,
est amené à écrire un code contenant une boucle. Celui-ci va écrire le code
suivant :
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Figure 15 – Exemple de questions posées au chatbot par un étudiant dans le
cadre d’une réalisation d’un exercice.
1 my_tab = []
2 for i in range(0,5):
3 print(i)
Durant toute la réalisation de l’exercice, il pourra poser des questions au
bot, mais il pourra également tester son code. S’il venait à le faire tester, il en
ressortirait les informations suivantes :
1 >NomDuFichier:3:1: IndentationError: expected an indented block
Le feedback reste similaire à un interpréteur sur le fond, mais sur la forme
celui-ci est présenté de manière différente (figure 16). Ce feedback pourra
également être traduit au préalable par un administrateur de la plateforme
pour éviter les confusions linguistiques et ainsi modifier le sens du feedback.
Au sujet de la forme, le feedback est mis en forme de manière très simple (en
forme de liste). Il a été abordé auparavant que la manière dont est perçu un
feedback est très importante sur la motivation de l’étudiant. L’idée du bot est
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Figure 16 – Exemple d’un feedback par rapport à l’exécution du code d’un
étudiant.
d’encourager l’étudiant à résoudre ses erreurs et à continuer sur sa lancée. En
interprétant le code de l’étudiant directement dans le bot, cela permet d’avoir
une mainmise sur le « comment » l’information sera représentée vis-à-vis de
l’étudiant.
La conception du chatbot a donc été pensée pour répondre aux problèmes
que les étudiants rencontrent dans les différentes phases d’un exercice (section
2.1.3). Précédemment, on a remarqué que le manque d’assistance peut affecter
l’étudiant dans son apprentissage, et ce, de manière négative. Dès lors, le bot
a été élaboré pour répondre aux questions qu’un étudiant se pose sans devoir
chercher indéfiniment où poser la question. Plus encore, si un étudiant rencontre
des difficultés, le fait qu’il puisse exécuter son code pour obtenir un feedback
renforce le but d’assistance du chatbot. En effet, en procédant de cette manière,
l’étudiant n’aura plus qu’un seul endroit à regarder pour obtenir l’ensemble
des informations nécessaires à la réalisation d’un exercice. La charge cognitive
est donc diminuée en procédant de cette manière. Le but est d’avoir un moyen
d’accompagnement optimal de l’étudiant durant toutes les étapes de l’exercice.
Une dernière chose concernant la pédagogie du chatbot. Les feedbacks du
bot ainsi que l’accompagnement que celui-ci procure durant toute la réalisation
d’un exercice ont été abordés. Tout ceci peut permettre un changement de
mentalité dans l’apprentissage de la programmation pour les étudiants. La
section 2.2.2, qui introduit les termes "Fixed Mindset" et "Growth Mindset",
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parle d’un changement d’une mentalité fixe vers une mentalité dite de croissance.
Un accompagnement continu est fondamental pour la progression de l’étudiant
et le chatbot va lui permettre de surmonter ses obstacles pour un meilleur
apprentissage et une réduction des abandons. Les feedbacks proposés offrent
une réponse correcte formulée de façon positive pour l’étudiant. La complé-
mentarité de la plateforme avec les professeurs et assistants peut permettre un
meilleur soutien ce qui évite au maximum le décrochage des étudiants. Cette
complémentarité sera abordée dans la section suivante.
Concernant les détails techniques de l’interface du chatbot, celle-ci a été
reprise d’un code JavaScript 5 pour un chatbot. Ce code a été amélioré afin d’être
capable d’interagir avec des questions parlant de langage de programmation,
comme pour l’affichage du code. Ce code a été choisi, car il disposait d’une
interface très claire et il était relativement aisé de modifier le contenu. En
fin de compte, cette partie n’était que visuelle, puisque tout le processus de
recherche de questions similaires, explicité précédemment se fait avec Chatterbot
au niveau du back-end.
L’intégration du chatbot a été réalisée sur VSCode sous forme d’une exten-
sion. À chaque fois que l’étudiant est amené à réaliser un exercice, il suffit de
lancer le chatbot via un bouton sur VSCode. Il a déjà été expliqué dans les
sections précédentes que l’interaction du bot avec l’étudiant se veut claire pour
éviter de créer une trop grosse charge cognitive. L’extension vient charger une
IFrame 6 où se trouve le chatbot qui est hébergé sur une plateforme Web. Cette
technique permet de découper complètement l’extension et concentrer le code
sur une plateforme Web afin de pouvoir facilement l’éditer dans le futur.
Il est intéressant de souligner que l’interface de VSCode peut être réduite
au plus simple : une page pour coder d’un côté et le chatbot de l’autre. Cela
permet à l’étudiant de rester pleinement concentré sur son exercice. Concernant
l’installation de ce plugin par les étudiants, il leur suffit de se rendre sur la
page Web 7 de l’extension et de cliquer sur installer.
Pour terminer, il est intéressant de montrer que la force du chatbot est sa
continuité dans le temps. Lorsqu’un étudiant posera une question à laquelle le
bot ne peut répondre, celle-ci sera sauvegardée pour qu’un professeur ou un
assistant puisse y apporter une réponse. De ce fait, les prochains étudiants qui
poseront la même question (ou une question y ressemblant) obtiendront une
réponse. L’idée est donc de construire un chatbot évolutif dans le temps avec
une intégration continue du feedback des étudiants sur l’outil.
­ En Bref ! : Chatbot
Le chatbot est la pièce centrale de la solution. Celui-ci a pour objectif
d’accompagner l’étudiant pendant toute la réalisation d’un exercice.
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Figure 17 – Interface d’administration pour un exercice.
sances sur le langage de programmation Python. Lorsqu’un étudiant
vient lui poser une question, celui-ci utilise l’algorithme de Levensh-
tein pour lui donner une réponse pertinente. Le chatbot s’assure que
l’étudiant obtient une réponse, dans le cas contraire, la question de
l’étudiant est sauvegardée afin de permettre d’y apporter une réponse
ultérieurement.
3.3.2 Interface pédagogique
En parallèle avec le chatbot, une plateforme Web a été créée afin de synthé-
tiser les informations des exercices réalisés par les étudiants. Cette plateforme
est, aujourd’hui, exclusivement adressée aux professeurs et assistants. Le but de
celle-ci est d’offrir aux professeurs et assistants des moyens visuels pour savoir
où se situent les étudiants dans leur apprentissage. Cela peut passer par des
statistiques ou simplement par la visualisation d’un code d’un étudiant pour
un exercice (figure 17). L’intérêt est de pouvoir identifier en un coup d’oeil
les problèmes des étudiants. À l’heure actuelle, il est uniquement possible de
savoir quelles sont les questions et les erreurs les plus fréquemment posées et
rencontrées par les étudiants. Il est possible de visualiser un code en détail pour
obtenir un exemple d’erreurs faites par les étudiants.
Pour connaître le nombre de fois qu’une réponse a été posée, l’algorithme
de Levenshtein est utilisé (celui déjà employé pour le bot). Lorsqu’un étudiant
est amené à poser une question au bot, s’il y a une correspondance avec une
question encodée, une information sera ajoutée à cette question stockée dans la
base de données afin de savoir si cette question a déjà été demandée, et surtout
à quelle fréquence. Au final il est possible d’obtenir pour chaque question
entraînée le nombre de fois que celle-ci a été posée par les étudiants à travers le
chatbot sur VSCode. Le principe est exactement le même pour une question qui
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Figure 18 – Questions posées par les étudiants ayant eu un matching.
n’a pas de correspondance (plus de détails dans la section 3.3.1). Ceci constitue
la base des statistiques fournie par le système.
L’autre partie concerne les erreurs faites par les étudiants. Le système
proposé est relativement simple et permet d’avoir un aperçu des erreurs que
les étudiants peuvent être amenés à faire durant la réalisation d’un exercice.
Comme vu auparavant, à chaque fois qu’un étudiant exécute son code celui-ci
est analysé avant qu’un retour ne lui soit donné par le chatbot. Par ailleurs, le
code est enregistré et est mis à disposition des professeurs et assistants pour
consulter les réalisations des étudiants. Vu la probabilité que les responsables de
la plateforme se retrouvent vite submergés par les nombreux codes d’étudiants,
deux solutions ont été proposées pour pallier cette problématique :
1. Définir une soumission d’un exercice comme « finale ». Lorsque l’on
regarde la figure 15, on constate la présence de deux boutons. L’un
proposant à l’étudiant de simplement exécuter son code afin d’obtenir
un feedback sur celui-ci et l’autre lui donnant la possibilité de rendre
définitive la solution qu’il propose à l’exercice associé. De cette manière,
les codes des étudiants seront filtrés par les professeurs et assistants entre
les simples exécutions (à savoir les tentatives multiples de résolution de
l’étudiant) et les soumissions finales (à savoir la solution définitive de
l’étudiant). Toutefois, cette méthode ne règle pas entièrement la question
de la surcharge des codes des étudiants puisqu’environ 200 étudiants sont
inscrits au cours [INFOB131] Introduction à la programmation.
2. Cela conduit à la deuxième solution en lien avec la partie statistique. À
chaque exécution et soumission, les erreurs commises par les étudiants
sont collectées afin de les représenter sous forme d’un graphique. Plus
précisément, il est question d’un graphique en bâtons afin de distinguer
rapidement le nombre d’erreurs commises en fonction de son type (figure
19). D’autres graphiques sont également proposés pour rapidement iden-
tifier où se trouvent les étudiants dans la réalisation des exercices. Les
améliorations possibles du système sont détaillées dans la partie 5.3.
Dans la section précédente, la notion de complémentarité a été abordée.
L’idée derrière cette plateforme Web est de fournir un maximum d’informations
concernant le niveau des étudiants à un instant « t » de manière succincte
et rapide. Le fait de posséder des statistiques sur le nombre d’erreurs, de
réalisations, etc., permet aux professeurs ou assistants de savoir en un clin
d’oeil où en sont les étudiants dans la réalisation d’un exercice, mais également
de savoir quelles sont les erreurs les plus fréquentes. Grâce à ces informations,
il semble désormais plus aisé de cibler les problèmes des étudiants et donc,
d’arriver à les résoudre plus rapidement en séance de TP. Identifier les étudiants
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Figure 19 – Nombre d’erreurs par code d’erreur.
qui éprouvent des difficultés ou qui commettent des erreurs classiques, permet
d’éviter un décrochage de ces étudiants. D’un point de vue pédagogique, la
solution propose un outil qui permet de cibler les problèmes des étudiants et
ainsi elle permet de fournir un support plus rapide et plus ciblé de la part du
corps enseignant.
Au niveau technique, le "front-end" de cette interface pédagogique a été
conçu grâce au framework VueJS 8 avec Vuetify 9 comme composant. Tout le
site Web se base sur le back-end réalisé en Django 10. Le choix s’est porté sur
ce dernier, car il était en accord avec nos contraintes :
• développement en Python qui est un langage enseigné à la faculté d’infor-
matique de Namur
• il met l’accent sur un développement rapide (correspondance avec le
temps accordé par le stage)
­ En Bref ! : Interface pédagogique
La plateforme Web est l’endroit où le corps enseignant peut se
rendre pour observer rapidement les difficultés des étudiants, mais
également pour paramétrer le chatbot. Ce site a pour objectif d’être
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collaboration avec les professeurs et assistants dans leurs missions
pédagogiques.
3.3.3 Serveur
Le serveur est l’élément central du projet. C’est lui qui permet l’exécution
des codes des étudiants.
Afin de proposer une solution performante qui permet de satisfaire aux
différentes contraintes possibles pour ce genre de plateforme, il était nécessaire
que l’architecture soit bien segmentée et sécurisée. La figure 20 reprend tous les
éléments qui composent la solution. Cette vision de l’architecture peut paraître
une vue de haut niveau (haut niveau d’abstraction). Chacun des modules
sera d’abord présenté de manière individuelle, afin que l’aspect technique de
la solution puisse être pleinement exprimé et compris. Ensuite, le coeur du
fonctionnement de chacun de ces sous-modules sera abordé au travers des
diagrammes de séquence démontrant l’enchaînement et les relations qui existent
entre nos modules, mais surtout le caractère performant de la solution. Ainsi,
la complexité intrinsèque de la solution pourra être décomposée et le lecteur
pourra mieux se concentrer sur ces relations. En procédant de cette façon, le
lecteur pourra dès lors s’imprégner de l’architecture et imaginer de possibles
nouvelles fonctionnalités à la solution.
La figure 20 peut être divisée en cinq parties. Ces parties sont numérotées
dans le cadre les délimitant. Vous pouvez remarquer que l’ensemble de ces
parties est dockerisé (empaqueté une application et ses dépendances dans un
conteneur isolé). Docker a été choisi pour différentes raisons. Parmi celles-ci :
• Simplification de l’installation de l’architecture que ce soit pour un admi-
nistrateur système ou pour un nouveau développeur
• Meilleure séparation de l’architecture en service ayant une fonctionnalité
unique. Ceci a comme avantage une meilleure évolutivité de la solution.
La mise à jour d’une librairie dans un conteneur n’a pas d’impact sur le
reste du système.
• Cela rend le déploiement plus facile, car le système en développement ou
en déploiement est sensiblement le même.
• Contrôle facile des communications inter conteneur et limite des accès
externes à ceux-ci.
(1) Serveur Web applicatif : Django
Django 11 est un framework Python de développement Web. Par le passé,
une certaine maîtrise et des connaissances avaient été acquises à travers la
réalisation de projets avec Django. Puisque le langage Python est enseigné à la
11. https://www.djangoproject.com/
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Figure 20 – Architecture
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faculté, ce choix semble être judicieux. Ce framework permet de répondre à
tous les besoins d’un serveur back-end. Tout d’abord, la mise en place de la
gestion des utilisateurs s’est établie grâce à une double authentification :
1. Il y a tout d’abord l’authentification propre à Django (le moteur back-end
et par défaut). Cette authentification est uniquement utilisée pour accéder
au panel administrateur généré par Django. Le choix a été fait de garder le
panel d’administration, car il permettait nativement d’effectuer toutes les
opérations de création, modification, mise à jour et suppression (Create
Read Update Delete (CRUD)) sur les instances définies et utilisées par le
système.
2. Ensuite, la seconde authentification est de type JSON Web Token (JWT).
Ce standard ouvert défini dans le RFC 7519 12 permet de créer un jeton
qui identifie les utilisateurs et donc leurs permissions, mais également sa
propre durée de validité. Ce token est signé par un algorithme. Dans le
cas présent, c’est un Hash-based Message Authentication Code (HMAC) 13
basé sur SHA-256 14 qui est utilisé. Cette combinaison d’algorithmes de
hash est définie dans le RFC 4868 15. Ce sont des solutions éprouvées. Il
est également à noter que le système pourrait très bien fonctionner avec
d’autres algorithmes de hashage (SHA-384, SHA-512) ou même RSA,
mais des bénéfices (au niveau de la bande passante et de la sécurité) qui
seraient apportés par ces changements ne sont pas évidents.
Toujours sur l’aspect sécuritaire, le système permet de vérifier l’identité des
utilisateurs de manière double. Cela signifie qu’il est possible de s’authentifier
via deux systèmes différents et recevoir au final le token JWT. Le premier
est une authentification dite classique se basant une comparaison de hash.
L’algorithme de hash choisi est considéré comme solide : Argon2 16 ; il a été
récompensé lors du Password Hashing Competition 17 de 2015.
Django fournit un Object Relational Mapping (ORM). Ce système joue
le rôle d’une interface entre nos entités, implémentées de manière orientée
objet et le Système de Gestion de Bases de Données Relationnelles. Cela
fournit donc une couche d’abstraction qui permet de se passer de requêtes SQL.
Dans l’implémentation, les objets qui héritent de la classe "Model" de Django
permettent de réaliser toutes les opérations possibles sur les données.
Django possède également le concept de "view", permettant d’encapsuler
la logique nécessaire afin de renvoyer à un utilisateur une réponse à sa requête.
L’utilisation de ce concept a été spécialisée en utilisant l’architecture REST 18.
Cette architecture est très populaire et répond parfaitement aux contraintes
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reconnue (Django REST framework 19) que l’API REST a été construite. Cette
boîte à outils a facilement permis de définir des classes reliées à chacun de nos
objets ; certaines méthodes de celles-ci implémentent les opérations liées aux
requêtes HTTP. Par exemple, la méthode "retrieve" sera automatiquement
associée à une requête GET 20.
La mise en place d’une API REST nécessite pour le système une grande
manipulation de structures de données JSON. L’implémentation proposée par
Python pour manipuler ce type de structure n’est pas du tout optimisée, que
cela soit au niveau du temps ou de la charge en mémoire. Une librairie externe
bien plus performante a été utilisée : orjson 21. Ce choix n’implique aucun
changement dans l’écriture de l’API REST. Il suffit de configurer Django REST
framework afin qu’il utilise les classes appropriées.
L’architecture REST implique également une gestion du cache. Celle-ci a
été mise en place et sera précisée dans les parties détaillant la base de données
à accès rapide et la file de tâches distribuées. En effet, le choix a été fait de
remplacer ou de compléter certaines fonctionnalités de base de Django afin de
proposer des améliorations.
Ce serveur Web est propulsé grâce à un serveur Daphne 22 qui est l’implémen-
tation recommandée d’un Asynchronous Server Gateway Interface (ASGI) 23.
Cette solution est suffisamment performante et prend en compte le fait que
le serveur Django sera rendu accessible aux utilisateurs à travers un reverse
proxy.
Tous les éléments cités précédemment se retrouvent au sein d’un conteneur
Docker basé sur l’image Python officielle dans sa version slim 24.
(2) Base de données à accès rapide : Redis
Redis est une base de données de type clé-valeur. Ce système de gestion de
base de données NOSQL fournit de hautes performances grâce à son stockage
intégralement situé dans la mémoire RAM et permet donc d’éviter les accès
disques. Elle est utilisée pour deux raisons :
1. Tout d’abord en tant que cache du serveur Django. En effet, un bon nombre
de données sont utilisées de manières communes par tous les utilisateurs
d’une plateforme. Certaines de ces données n’ont pas tendance à changer
de manière fréquente. En les gardant dans le cache de l’application, on
évite ainsi des manipulations plus lentes de la part de la base de données
SQL et permet ainsi d’avoir une API plus réactive pour ces données
en cache. Celles-ci ont une certaine durée de validité, configurée à une
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en compte la présence d’un système asynchrone de mise à jour du cache
en cas de modifications des données s’y rapportant.
2. Certaines tâches du système pourraient prendre du temps et avoir un
impact sur les performances du serveur applicatif. Ces tâches coûteuses
sont rédigées sous la forme de messages stockés dans la BD Redis. Ces
messages sont ainsi placés dans une file où ils attendent d’être traités
par un travailleur (worker), en l’occurrence Celery. Ainsi Redis se place
uniquement en tant qu’intermédiaire pour ces messages et permet donc
le passage d’informations entre le serveur Django et Redis explicités plus
bas.
La mise en place de cette Base de Données se fait facilement en travaillant
avec l’image officielle Docker de Redis dans sa version Alpine 25 et en exposant
son port (6379 ) au réseau interne de l’application.
(3) File de tâches distribuées : Celery
Celery 26 est une file de tâches asynchrones. En faisant passer des messages
à travers le cache Redis, le serveur applicatif Django se débarrasse de tâches
chronophages pour lui et se concentre ainsi sur la réactivité de son API. Parmi
ces tâches, on peut citer l’envoi de mails, la construction des images Docker
utilisées dans le système, certaines écritures dans la base de données SQL ou
encore la mise à jour du cache. Toutes ces tâches ont en commun, pour le
système, de ne pas avoir une utilisation instantanée ou de prendre un temps
relativement conséquent.
Concrètement, Celery est un agent de messages (message broker) qui va
aller lire les tâches écrites par le serveur Django au sein du Redis et mettre ses
tâches dans une file d’attente où elles seront traitées par des workers (processus).
Ce type de système permet d’éviter de créer des sous-processus au sein du
serveur Django.
(4) Base de données SQL : PostgreSQL
PostgreSQL a été choisi comme Système de Gestion de Bases de Données.
Ce système est de type relationnel mais également de type objet. Grâce
à ce dernier aspect, PostgreSQL est également appelé Système de Gestion de
Bases de Données Relationnelles-Objets (SGBDRO). Ce système fournit une
fonctionnalité particulièrement intéressante : le stockage d’objets JSON. Ce
format d’objets est particulièrement utilisé dans le monde des services Web. En
effet, cela place PostgreSQL à la frontière du monde NOSQL et la flexibilité
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PostgreSQL est entièrement supporté par Django et sa configuration s’est
faite sur base de son image Docker dans sa version Alpine 27. Afin de garantir
la persistance de nos données, un volume Docker externe 28 a été utilisé.
(5) Serveur Web : Nginx
Afin que la plateforme puisse échanger des mots de passe et d’autres infor-
mations confidentielles, il était important de mettre en place un serveur Web
performant et chiffré. En tant que serveur Web le plus populaire 29, Nginx a été
sélectionné. Ce serveur Web propulse donc deux versions statiques (construites
à partir du code VueJs) de la plateforme Web : une première classique et
une seconde adaptée à l’affichage dans une IFrame (utilisée par l’extension
VSCode).
À titre indicatif et afin d’étayer le fait que ce serveur Web est correctement
chiffré, le score de 100/100 sur le site de référence SSLLabs 30 a été obtenu.
Notons toutefois que l’entête HTTP X-Frame-Options 31 n’a pas pu être activée
pour le site utilisé par l’extension.
Il convient de souligner que le serveur Nginx n’est pas utilisé lors du
développement, mais bien le serveur de développement par défaut de VueJs 32.
Enfin, l’image Docker utilisée est l’officielle dans sa version Alpine 33.
(6) Sandboxes Pool
Pour la réalisation du logiciel, les codes des étudiants sont exécutés sur un
serveur distant. Cela a pour avantage de garder un historique des exécutions
des étudiants et par conséquent également les étapes que ces étudiants ont
réalisées afin de réussir un exercice. En outre, cela leur évite d’installer et de
configurer un environnement de développement en accord avec le projet (version
de Python, librairies externes, fichiers utilisés spécifiquement pour l’exercice).
Cependant, exécuter des codes à partir de sources inconnues peut s’avérer
dangereux. Il faut s’assurer qu’aucun impact sur le serveur n’est possible et
que l’exécution d’un exercice ne puisse altérer son état. Cette isolation pourrait
être réalisée grâce à la virtualisation. Néanmoins, elle empêcherait de fournir












3 CONCEPTION 3.3 Solution proposée
Tout d’abord, des logiciels comme AppArmor 34 et SELinux 35 avaient été
envisagés. Ces solutions permettent d’associer à chaque programme un profil de
sécurité avec des règles prédéfinies. Ainsi, après avoir défini les règles associées
à la version Python d’un exercice, il aurait été possible d’exécuter les codes des
étudiants dans des sous-processus de manière sécurisée. Pourtant cette solution
a été abandonnée, malgré son fonctionnement, au vu des nombreuses contraintes.
Parmi celles-ci, il est possible de mentionner la configuration qui aurait nécessité
une personne suffisamment expérimentée avec les systèmes Linux ou encore que
cette solution oblige à tourner uniquement sous Linux. Par ailleurs, ces logiciels
nécessitent de charger des modules dans le noyau Linux et puisque Docker
hérite des modules du noyau Linux hôte, il est obligatoire que ces applications
soient installées en « dur » sur le serveur hôte pour fonctionner au sein du
conteneur Django. Cette solution d’isolation a été jugée trop compliquée à
implémenter ou à maintenir dans le futur.
L’isolation a donc été réalisée sur base de conteneurs Docker. Cette solution
est plus facile à mettre en place et permet un contrôle plus simple des ressources
utilisées lors de l’exécution d’un code en provenance d’un étudiant. En effet,
le temps d’exécution, la quantité de mémoire et d’autres contraintes peuvent
être fixés afin d’éviter qu’un étudiant ayant par exemple implémenté une
boucle infinie, bloque le système ou utilise plus de ressources que nécessaire.
Malgré le fait que Docker fournisse nativement une certaine isolation, il a fallu
être particulièrement vigilant à ce qu’au travers de cette exécution de code
l’utilisateur malicieux ne puisse pas avoir un accès aux fichiers du serveur hôte
ou même pouvoir ouvrir des ports. Face à ces risques, Docker seul n’apporte
pas de réponse, mais permet néanmoins d’avoir une solution utilisable par les
développeurs. Cette solution est cependant moins performante que la première,
car il est nécessaire d’initialiser et de lancer un conteneur Docker avant de
pouvoir réellement exécuter le code de l’étudiant.
Comme bien souvent en informatique, la solution optimale se retrouve dans
la composition de solutions afin de trouver le meilleur compromis : configurer
correctement une application comme AppArmor ou SELinux, mais uniquement
pour Docker, pas nécessairement spécifique pour Python. La documentation
de Docker est complète 36 concernant les moyens d’augmenter la sécurité du
système. Ces recommandations doivent être mises en application lors du dé-
ploiement.
­ En Bref ! : Serveur
L’architecture est une composition de conteneurs Docker, chacun
ayant sa propre fonction. Ceux-ci communiquent entre eux afin de
récupérer des données des bases de données, de réaliser des tâches
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contribuent au bon fonctionnement du système en étant axés sur les
performances globales.
3.3.4 Interactions de nos composants
Dans la section précédente, l’architecture a été décomposée en différentes
unités. Ces unités communiquent entre elles afin de fournir des interactions plus
complexes. Seules certaines de ces interactions ont été développées. Ces dépen-
dances entre les différentes composantes de notre architecture sont à chaque fois
générées sur base d’input d’un utilisateur. Le système réagit afin de produire le
résultat escompté et en impliquant les différents modules nécessaires. Seuls les
inputs qui permettent d’illustrer la bonne compréhension de l’architecture et
des relations existantes entre les composants sont détaillés.
Un utilisateur demande des données avec ou sans cache
Dans ce type de cas de figure, un utilisateur pose tout simplement une
question spécifique au bot. Cette action de la part de l’utilisateur est en réalité
plus spécifique qu’un simple appel API pour récupérer des données. En effet, le
fonctionnement du cache et les étapes évitées avec celui-ci seront valables pour
toutes les interactions impliquant le chargement des données de notre système.
Dans la figure 21, on peut comparer les deux situations. L’objectif du cache
est de récupérer plus rapidement la réponse souhaitée. En effet, une requête
réalisée dans une base de données clé-valeur (comme Redis) et utilisant de la
mémoire RAM peut être jusqu’à dix fois plus rapide.
Ainsi à chaque fois qu’une requête est réalisée, il faut vérifier tout d’abord si
ces données peuvent être accédées depuis le cache. Cela nécessite un test et donc
une connexion au cache à chaque appel. Si le cache contient les données, il les
retourne et il ne reste à l’API qu’à les formater pour les remettre à l’utilisateur.
Ce scénario correspond à la figure 21b. Une illustration avec les secteurs actifs
de l’architecture peut être retrouvée en annexe avec la figure 30.
Au contraire,lorsque les données ne sont pas stockées dans le cache, il
est nécessaire de réaliser deux actions. La figure 29 reprend le schéma de
l’architecture (figure 20) en mettant l’accent sur les composants utilisés.
1. Les récupérer dans la base de données PostgreSQL via l’ORM Django ;
2. Mettre à jour le cache afin de profiter de la requête précédente pour celles
futures sur la base de données SQL.
Ainsi, les utilisateurs profitent des requêtes des uns et des autres afin de
fluidifier leur propre navigation dans le système. Cependant, les données mises
dans le cache ont une durée de vie limitée. Cette dernière est d’une heure. Par
conséquent, les données peu sollicitées ne prennent pas de la place dans la
mémoire RAM inutilement, mais profitent également moins de ce système de
cache. C’est un compromis à trouver. Notons également que malgré le fait que
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certaines données soient fréquemment utilisées, il sera nécessaire de réaliser une
requête sur la base de données SQL toutes les heures afin de remettre à jour
les données dans le cache.
Requête sur le bot par un étudiant
Une des fonctionnalités principales de la solution est de fournir un bot pour
répondre aux questions des étudiants. Dans cette situation, volontairement,
aucun système de cache n’est mis en place. En effet, il est impossible d’anticiper
à quel point les questions des utilisateurs auront des similitudes les unes des
autres et donc, à quel point il est utile de mettre en place le système de cache.
Ainsi selon la figure 22, on constate que la partie consacrée à Chatterbot va
réaliser plusieurs actions. Tout d’abord, la question est ajoutée ou mise à jour
au sein de la base de données (incrémentation du compteur associé au nombre
de fois que chaque question est posée). Ensuite, grâce à la méthode détaillée
dans la section 3.3.1, la meilleure réponse associée à la question est récupérée et
va être renvoyée dans le format adéquat à l’utilisateur. Malgré le fait que dans
la figure 22, la flèche allant du premier cadre lié à Chatterbot vers Database
est unique, il s’agit en réalité de plusieurs requêtes sur la base de données (au
minimum 2).
Sauvegarde d’un exercice par un utilisateur-administrateur
Cette situation est uniquement accessible par un utilisateur-administrateur.
Lorsque les professeurs voudront réaliser les exercices des TP, ils utiliseront
une interface bien spécifique et uniquement accessible par eux.
Comme représenté dans la figure 23, trois exécutions simultanées se produi-
ront lors de la sauvegarde d’un exercice.
Tout d’abord, l’exercice créé sera sauvegardé dans la base de données
PostgreSQL. Ensuite, une tâche sera créée afin que le Celery supprime les
références liées aux exercices dans le cache afin de ne pas servir aux utilisateurs
des données incomplètes ou erronées. Finalement, la tâche la plus longue en
temps consiste en la création ou la mise à jour de l’image Docker associée
à l’exercice. Cette tâche peut prendre un certain temps, car il pourrait être
demandé de télécharger des ressources (comme des librairies) et de les fournir
dans l’image. Il est toutefois à noter que Docker fournit un système de cache
lors de la création d’images et par conséquent, toutes les étapes de la création
d’une image Docker ne seront pas refaites à chaque fois 37.
Vu que la création de cette image prend du temps, qu’il est difficile à en
estimer la durée exacte et qu’il n’est pas souhaitable de bloquer la navigation
de l’utilisateur-administrateur, cette tâche sera confiée à un travailleur Celery.
Une fois qu’il aura créé cette image Docker, l’objet exercice créé plus tôt dans
les processus sera mis à jour afin d’avoir la référence à cette image.
37. https : / / docs . docker . com / develop / develop - images / dockerfile _ best -
practices/#leverage-build-cache
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(a) Cache inactif ou non chargé lors d’une requête pour avoir la liste des exercices.
(b) Cache actif et chargé lors d’une requête pour avoir la liste des exercices.
Figure 21 – Comparaison entre une requête avec ou sans cache
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Figure 22 – Récupération d’une réponse à la suite d’une question posée au
bot
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Figure 23 – Sauvegarde d’un exercice par un utilisateur-administrateur.
Toutes ces interactions sont également décrites dans la figure 23 et les
différentes étapes de ce processus sont représentées par les actions en vert et
celles en mauves. Les actions vertes étant celles exécutées directement et non
déléguées au Celery.
Un utilisateur exécute un code
L’exécution de codes au sein de notre infrastructure est également une
fonctionnalité clé.
Dans ce cas également, l’opération dure un certain temps. Cependant,
comme lors d’une exécution normale, l’utilisateur « attend » le résultat de son
exécution.
L’API va donc lancer un conteneur Docker correspondant à l’exercice
résolu par l’utilisateur avec le code fourni. L’étudiant attendra la réponse de
cette exécution. Si la réponse prend trop de temps à survenir, une erreur sera
soulevée par le conteneur et un timeout sera renvoyé en tant que réponse. Une
fois l’exécution réalisée, le résultat est envoyé sans attendre.
De plus, un système d’historique des exécutions est mis en place. Toutes
celles-ci sont sauvegardées dans la BD et cette tâche est déléguée à un travailleur
Celery, car elle n’est pas directement liée à l’exécution du code. Ces données
seront potentiellement consultées plus tard par un professeur ou un assistant.
Il n’est donc pas nécessaire que l’utilisateur « attende » ces écritures en BD.
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Figure 24 – Exécution d’un exercice fourni par un utilisateur.
Les modules impliqués pour ce type d’opération sont à nouveau repris dans
la figure 24 en annexe.
­ En Bref ! : Interactions de nos composants
L’architecture proposée repose sur un ensemble de composants qui
communiquent entre eux. Cette section permet de mieux comprendre
ce qu’il se cache derrière une simple action du côté de l’utilisateur.
Divers cas de figure ont été explorés afin d’expliciter ces interactions
entre les composants.
3.3.5 Nom de la solution
Le nom donné pour la solution est botlearn. Ce nom fait référence à
plusieurs éléments en anglais en lien avec l’environnement dans lequel la solution
a été développée.
• bot : la contraction de robot
• learn : qui signifie « apprendre » en anglais
• butler : qui signifie « majordome » en anglais
54/85
3 CONCEPTION 3.4 Discussion
 En Bref ! : Solution proposée
L’élément central de la solution, nommée botlearn est un chatbot.
Celui-ci a pour vocation de répondre aux questions des étudiants, mais
également interpréter leur code. Ce chatbot repose sur un serveur
qui a pour fonction d’exécuter le code des élèves, mais également
de fournir un niveau d’abstraction suffisant pour faire fonctionner
l’interface pédagogique. Cette interface est le lien entre les étudiants et
le corps enseignant. En effet, celle-ci permet également le paramétrage
du chatbot et la consultation des codes des étudiants.
3.4 Discussion
Quelques points spécifiques au projet doivent être abordés et de même
quelques limites doivent être annoncées afin d’entrevoir d’autres pistes de
réflexion pour le futur.
3.4.1 Pertinence des feedbacks
Durant ce travail, la perception des feedbacks a été effectuée en tenant
compte de la « forme » de ceux-ci en fonction des critères explicités au préalable.
Toutefois, à l’avenir, les professeurs et les assistants seront certainement amenés
à envisager le travail sur le « fond » lors de l’entraînement du chatbot. La
persévérance de l’étudiant dépend de la réponse reçue à chaque question.
L’évaluation de la pertinence des feedbacks du bot se fera au fur et à mesure.
En effet, après quelques semaines d’utilisation, il sera possible de déterminer
le degré de satisfaction des étudiants qui ont obtenu une réponse par le chatbot
au moyen d’un questionnaire d’évaluation.
3.4.2 Maintenance et pérennité
Botlearn est amené à évoluer avec le temps. Il est donc très important
de garder une trace des décisions prises dans le cadre de l’implémentation de la
solution. Une documentation pour le back-end et le front-end est disponible pour
expliquer ces choix. Le code est commenté afin de le comprendre rapidement.
L’idée est d’avoir une documentation expliquant les grandes étapes et les points
sensibles du projet tandis que les commentaires sont là pour comprendre plus
en profondeur le code en lui-même.
3.4.3 Limites
Il semble logique d’avoir rencontré certaines limites en mélangeant le monde
pédagogique et le monde professionnel.
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Figure 25 – Interface d’un notebook 38
• Une première limite concerne l’accompagnement pas-à-pas d’une solution
plus pédagogique. En prenant comme exemple les notebooks de Canopy,
il était relativement facile pour les étudiants de coder grâce à son interface
ludique. Le découpage de code était facile et le résultat de l’exécution
était conservé (figure 25). Aussi, une transition de VSCode vers Canopy
peut provoquer une charge cognitive plus élevée. Toutefois, comme il a été
discuté auparavant, VSCode reste relativement clair dans son interface.
C’est au niveau du démarrage que cela peut prendre plus de temps.
L’avantage de VSCode permettra une plus grande facilité pour le passage
vers de plus gros projets, car dans ce cas il faudra utiliser un éditeur de
code et non plus un notebook (notamment le passage du cours [INFOB131]
Introduction à la programmation à [INFOB132] Projet de programmation).
• Le chatbot en lui-même a des limites. En effet, même s’il est en mesure
de comprendre des questions de programmation, le chatbot risque d’être
incapable d’interpréter les questions posées si la question est imprécise
en raison des lacunes des étudiants. De même, si l’étudiant pose des
questions précises sur un exercice (tel qu’un problème de compréhension
de l’exercice), le bot n’est actuellement pas capable d’y répondre.
• En l’état actuel, le résultat de l’exécution du code n’est pas examiné.
Seule la sortie du code est effectivement examinée (à savoir s’il n’y a pas
d’erreurs). Par exemple, que la réponse d’un étudiant à un exercice soit
38. https://physics.nyu.edu/pine/pymanual/html/apdx2/apdx2_ipynb.html
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"42" ou "Hello World" n’a pas d’importance pour l’analyse. Le but est
uniquement de vérifier « comment » l’étudiant est arrivé au résultat final,
mais la finalité en elle-même n’est pas analysée. Il s’agit d’un choix, le
but de ce projet n’était pas de faire une auto vérification de résultats
puisqu’il existe des solutions prévues à cet effet.
• Le profil de l’étudiant n’est pas vraiment pris en compte avec botlearn.
En effet, les styles d’apprentissage ont tendance à être débattus dans la
doctrine scientifique au niveau de sa pertinence. Il n’a donc pas semblé
pertinent de catégoriser les étudiants selon leur style d’apprentissage. Par
ailleurs, une autre raison de ce rejet est que l’exercice de catégorisation
est complexe et nécessite d’être réalisé par un psychologue.
Comme indiqué, c’est avec le temps qu’il sera possible d’adapter ou améliorer
le projet pour tendre vers une solution la plus adéquate pour les étudiants en
apprentissage d’un langage de programmation.
 En Bref ! : Discussion
La solution possède quelques points d’attention comme la gestion des
feedbacks ainsi que la maintenabilité de botlearn dans le temps. Le
projet comporte également certaines limitations, celles-ci étant une base
pour penser à de nouvelles fonctionnalités pour le futur. Ces nouvelles
fonctionnalités seront abordées dans la section 5.
 Résumé du chapitre I Conception
Dans ce chapitre, la réalisation de notre projet ainsi que ses
caractéristiques ont été abordées. Il est important de retenir
qu’il est complexe d’apprendre la programmation. Pour sur-
passer ces difficultés, il est nécessaire de faire les bons choix
(comme l’IDE, le langage de programmation, etc.).
Le but de notre solution est d’arriver à procurer un sentiment de
confort lorsqu’un étudiant rencontre un problème. En temps
normal lorsque celui-ci est confronté à une difficulté, il est
amené à poser des questions aux professeurs et assistants.
C’est en obtenant une réponse rapide qui correspond à sa
question que celui-ci est satisfait. C’est pour cette raison que
le choix du chatbot a été sélectionné. Celui-ci peut simuler
(en partie) l’interaction humaine en répondant à des questions
« simples ».
L’infrastructure de la solution est très importante pour sa
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flexibilité et sa maintenance, chaque composant du projet
communique avec les autres afin d’obtenir une homogénéité
des services.
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4 Validation
Dans ce chapitre, les tests utilisateurs réalisés sur un panel de personnes (à
savoir les professeurs et assistants) seront détaillés grâce à un questionnaire sur
la forme de la solution. Le but était d’apprécier la clarté, la prise en main et la
compréhension de la solution.
Tester le fond de la solution est beaucoup plus compliqué surtout au niveau
des étudiants. Botlearn a été créé afin de répondre aux questions d’étudiants
peu aguerris à la programmation. Dès lors, réaliser des tests fin avril sur les
étudiants de Bloc 1 n’aurait amené que très peu de valeur ajoutée puisque
leurs interrogations ont évolué au fil de l’année en même temps que leurs
connaissances se sont agrandies (suite aux cours et différents projets). Tout
ceci a pu être constaté grâce au HelpDesk qui avait été prévu pour le projet
de programmation. La solution proposée doit être validée en grosse partie
en situation réelle. C’est-à-dire dès le début du quadrimestre 1. C’est à ce
moment-là que le chatbot sera normalement en adéquation avec les attentes
des étudiants.
4.1 Méthodologie
Pour ces tests nous avons utilisé le User Experience Questionnaire (UEQ) 39
afin d’obtenir une impression globale de l’expérience de l’utilisateur. Ce question-
naire permet de mesurer les aspects de la convivialité (efficacité, perspicacité,
fiabilité), les aspects de l’expérience de l’utilisateur (originalité, stimulation) et
l’aspect concernant l’attractivité.
Plus précisément, le questionnaire permet de juger un projet sur six aspects
[Schrepp et al., 2017].
• attractivité : Impression générale du produit. Les utilisateurs aiment-ils
ou n’aiment-ils pas le produit ?
• perspicacité : Est-il facile de se familiariser avec le produit ? Est-il facile
d’apprendre à utiliser le produit ?
• efficacité : Les utilisateurs peuvent-ils résoudre leurs tâches sans effort
inutile ?
• fiabilité : L’utilisateur a-t-il le sentiment de maîtriser l’interaction ?
• stimulation : L’utilisation du produit est-elle excitante et motivante ?
• originalité : le produit est-il innovant et créatif ? Le produit suscite-t-il
l’intérêt des utilisateurs ?
Pour l’attractivité, il y a six questions, tandis que toutes les autres questions
en comportent quatre. La figure 26 montre la structure du questionnaire.
39. https://www.ueq-online.org
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Figure 26 – Questionnaire en 26 questions.
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Figure 27 – Comparaison de botlearn par rapport à 452 autres produits
informatiques.
Une fois le questionnaire rempli, il est possible d’interpréter les données
récoltées à travers des graphes mis à disposition par cette méthodologie. Nous
y reviendrons dans la section 4.2 parlant des résultats.
4.2 Résultats
Sur base des résultats obtenus, il est possible de dégager certaines tendances
et certains points d’attention. Néanmoins, il est important de nuancer ces
résultats obtenus auprès des utilisateurs (professeurs et assistants) étant donné
que l’échantillon est de six personnes. Les résultats pourraient donc varier avec
le test de personnes supplémentaires.
La figure 27 permet de comparer la solution informatique par rapport à
452 autres. En effet, dans les outils d’analyse que propose ce questionnaire,
celui-ci donne la possibilité de situer sa solution par rapport à 452 autres
évaluations de produits informatiques par un graphe. Il est possible de mettre
en perspective sa solution par rapport à d’autres. En effet, le formulaire se
base essentiellement sur la forme et non sur le fond. Il est donc concevable
d’effectuer une comparaison de la solution proposée par rapport à d’autres
existantes. Selon la situation du point noir, il est possible de savoir si la solution
se trouve dans la moyenne, en dessous ou au-dessus.
Il en ressort que botlearn se démarque par son attractivité et sa stimula-
tion. Par contre, la solution semble moins compréhensible et contrôlable que
d’autres. Cela peut s’expliquer par la présentation de l’information, mais aussi
au niveau de ses fonctionnalités. Il était très important de mettre en avant les
fonctionnalités intéressantes afin de montrer le potentiel de la solution, mais
ces fonctionnalités n’étant pas toutes simples à prendre en main ou simplement
à comprendre, cela peut requérir un temps d’adaptation. Il nous a d’ailleurs
été rapporté plusieurs fois pendant les interviews que la solution une fois ex-
pliquée paraissait plus simple. Pour revenir sur le côté stimulant, il semble
que la promesse d’une solution engendre une certaine attente du côté du corps
enseignant. Proposer un outil destiné à accompagner le quotidien de l’étudiant
et de l’enseignant suscite la curiosité et l’envie de découvrir.
Concernant l’originalité, nous nous trouvons légèrement au-dessus de la
moyenne. Cela pourrait être dû au fait que notre projet est une solution Web.
Ce point est relativement complexe à détailler, car la solution en elle-même
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Figure 28 – Résultats bruts des questionnaires.
semble relativement innovante. À l’heure actuelle, il ne semble pas exister de
solution comparable à celle proposée dans le cadre de ce mémoire. Toutefois
lorsque l’on considère uniquement la forme, cela reste une plateforme Web. C’est
avec ce genre de cas que nous pouvons constater les limites de l’échantillon. Il
n’est pas toujours aisé d’interpréter les résultats.
Pour terminer, il reste l’efficacité. Botlearn semble efficace dans le sens
où les utilisateurs ayant voulu réaliser une tâche y sont arrivés de manière
rapide. Cette partie est liée à la compréhension de la solution. Il est vrai qu’il
a fallu un temps d’adaptation aux utilisateurs, mais une fois compris, ceux-ci
ont pu réaliser les tâches demandées sans trop de problèmes. Cela permet de
démontrer en partie que la solution est pragmatique dans sa conception.
Considérons les résultats bruts, sans comparaison avec d’autres produits
avec la figure 28. L’interprétation est relativement similaire par rapport à
celle réalisée précédemment ; on note tout au plus une petite augmentation
pour le côté compréhensible de la solution. Malgré le fait que la solution soit
légèrement moins compréhensible que la moyenne, celle-ci reste tout de même
accessible. L’intérêt de ce graphe permet d’obtenir une vision d’ensemble d’une
solution informatique sur base de six critères et permet donc d’identifier les
points d’attention. Les figures 27 et 28 permettent d’être complémentaires afin
d’améliorer la solution proposée. D’autres graphes plus détaillés se trouvent
dans les annexes.
Après l’analyse des résultats produits par le questionnaire, des questions
orales ont été soumises aux personnes qui ont testé botlearn :
• Comment s’est passée l’utilisation du site de manière générale ? Quel est
le ressenti ?
• Est-ce que de prime abord la solution pourrait aider dans le quotidien en
sachant que celle-ci pourra être améliorée dans le futur ?
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• Quelle est la fonctionnalité la plus utile après utilisation (du point de vue
de l’administrateur du site et éventuellement du côté étudiant) ?
• Quelques améliorations ou quels ajouts peuvent contribuer à améliorer la
solution ?
Le but de ces questions était de cibler certains points très importants de
botlearn. Il est fortement probable que le projet en lui-même soit amené
à évoluer dans le temps. Il était donc extrêmement important d’identifier les
points forts et les potentielles idées futures afin de consolider ce projet sur base
des points forts cités.
Les échanges avec les différentes personnes se sont avérés très enrichissants.
Il est régulièrement ressorti des échanges le besoin d’intégrer l’exécution dans
la solution. Le fait que le code ne soit pas exécuté sur la machine des étudiants
évite de nombreux problèmes liés à la version du code et fait gagner un temps
considérable aux assistants en leur évitant de venir aider pour des problèmes
liés à l’installation de Python. Au début, l’étudiant peut se familiariser avec le
langage Python et ses préoccupations sont uniquement d’ordre algorithmique ou
syntaxique. Un autre point systématiquement abordé concerne les statistiques.
Pouvoir obtenir des informations sur les difficultés rencontrées par les étudiants
en un coup d’oeil semble être considéré comme une plus-value importante dans
le quotidien des professeurs et assistants.
Un autre point qui a été soulevé concerne la possibilité de paramétrer le
chatbot. Pouvoir définir les réponses données par le chatbot permet de rester
dans les limites du cours. Si l’étudiant venait à poser une question sur internet, il
pourrait obtenir énormément de réponses différentes dont certaines pourraient
être mauvaises, hors propos ou simplement trop complexes. En créant les
réponses, on assure que l’étudiant recevra uniquement l’information nécessaire
à sa question et rien de plus.
Concernant les modifications et ajouts qui ont été discutés, ceux-ci se
retrouvent dans la section 5.
 Résumé du chapitre I Validation
Dans ce chapitre, la solution a été confrontée aux acteurs qui
seront amenés à faire vivre le projet. Il a été démontré que cette
solution semble répondre à un grand nombre d’attentes et peut
aider au quotidien les professeurs et assistants. L’échantillon
étant relativement restreint, l’analyse des résultats permet de
dégager des tendances, mais tirer des conclusions de manière
définitive apparaît prématuré.
La grande inconnue reste l’utilisation que les étudiants pourront
en faire. Même si l’utilisation du HelpDesk (discuté dans la
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section 3.1.1) a permis l’identification des besoins principaux
des étudiants ainsi que la connaissance de leurs questions lors
de leur découverte de la programmation, il n’est pas garanti
que le chatbot dans sa forme actuelle leur apporte la meilleure
solution. Il faudra donc tester le logiciel en situation réelle
afin de vérifier son utilisation et proposer des ajustements au
besoin.
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5 Travaux futurs
Dès la conception du projet botlearn, il est rapidement apparu que des
limites devaient être définies dans sa description initiale et que le système
devait évoluer et être amélioré, principalement par l’enrichissement des retours
effectués par les premiers utilisateurs, étudiants et enseignants.
Il s’agit d’une première version et plusieurs pistes d’amélioration peuvent
être définies.
5.1 Enrichissement de la base de données
L’objectif essentiel de l’application est la capacité à fournir une réponse
aux étudiants, à la fois pertinente, mais également en adéquation avec leurs
attentes. C’est l’évaluation continue de la qualité des réponses proposées et
surtout de la satisfaction des utilisateurs qui permettra de garantir la poursuite
de l’utilisation du système d’aide et d’éviter un abandon lié à la lassitude
d’étudiants insatisfaits.
L’enrichissement continuel de la base de données doit fournir une meilleure
garantie quant au maintien de l’efficacité du système, principalement par l’ajout
de questions/réponses qui permettent de couvrir l’ensemble des questions posées
par les étudiants.
L’analyse des données récoltées par les premiers utilisateurs devra permettre
de nettoyer certaines imperfections et d’agréger de nouvelles informations qui
seront continuellement ajoutées à la base de données et permettront ainsi une
amélioration progressive de l’offre proposée par l’application.
5.2 Analyse du code
Pour l’instant, l’analyse de code fonctionne sur base de code d’erreurs
(ou "warning") disponibles grâce à Flake8 40. De ce fait, toutes les erreurs
imaginables ne sont pas traitées. Toutefois, il est possible et assez simple,
d’installer des plug-ins Flake8 qui couvrent d’autres erreurs ou qui vérifient les
bonnes pratiques. Par exemple, il existe des plug-ins permettant de vérifier le
nom des variables, afin de s’assurer que l’étudiant utilise un nom adéquat. La
communauté a réalisé beaucoup de plug-ins différents 41 mais rien n’empêche
de développer un plug-in « maison » 42.
Chacun de ces plug-ins définit une série de codes d’erreurs. Ces codes sont
rédigés en anglais et peuvent donc nécessiter une traduction pour une meilleure
intégration dans le système.
Cependant, tous ces codes d’erreurs ne sont pas toujours essentiels pour des
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même être activés ou désactivés en fonction de l’état de progression des étu-
diants. Par exemple, lors des premiers TP, les règles liées au nommage des
variables pourraient être désactivées et ne redeviendraient actives que lorsque
les enseignants considèrent que le concept est maitrisé par la majorité des
étudiants. L’intérêt reste le contrôle de la charge cognitive des étudiants et ainsi
éviter une surcharge qui peut leur être délétère. Une manière d’implémenter
cette fonctionnalité serait de fonctionner avec des "templates" regroupant les
codes d’erreurs. Ceux-ci peuvent également être regroupés en ensembles définis
(groupes) et être ainsi assignés de façon spécifique à certains exercices précis.
Le choix de travailler avec Flake8 s’est imposé pour sa simplicité et la haute
configuration possible. Cependant, il est tout à fait envisageable de changer
d’outil d’analyse de code statique(p. ex., sonarqube 43). Les changements sur
l’architecture sont envisageables puisque l’analyse des codes est bien isolée dans
un conteneur Docker.
Le chatbot propose un feedback sur la façon de coder et non sur le résultat
attendu de l’exercice. Il pourrait s’avérer intéressant qu’à terme, le chatbot
puisse également vérifier si la réponse de l’étudiant est celle qui est attendue
pour l’exercice. Avoir un feedback personnalisé sur ces deux points pourrait
s’avérer plus intéressant pour l’étudiant, mais la pertinence de cette approche
doit, au préalable, être étudiée et confirmée par de nouvelles recherches.
5.3 Statistiques
Les professeurs et assistants disposent sur le Web d’une section « statis-
tiques ». De toute évidence, la pertinence et la précision de ces données statis-
tiques vont dépendre de la quantité d’informations qui pourra être extraite,
ainsi que du développement continuel de l’outil, comme discuté auparavant.
Un autre point d’intérêt réside dans la possibilité d’identification de la ligne
de codage à la source de l’erreur. Actuellement, il est possible de déterminer
les erreurs d’un code réalisé par l’étudiant, mais la ligne précise erronée n’est
pas signalée. Identifier de façon spécifique cette ligne n’est pas difficile par
le système, mais peut être fort utile pour les enseignants-administrateurs de
la plateforme : une aide correctrice est beaucoup plus facile et rapide et ceci
permet donc, en fin de compte, d’optimaliser de façon significative le temps
d’enseignement alloué à chaque étudiant.
Un autre apport statistique pourrait être fourni aux étudiants eux-mêmes.
Ceux-ci pourraient se connecter sur la plateforme Web, sur une section précise
et avec leur identifiant propre, et ainsi visualiser rapidement la situation de
leur apprentissage et surtout leur niveau de progression.
5.4 Gamification
La gamification est un moyen d’apprentissage reconnu dans l’informatique.
Gamifier a déjà fait ses preuves dans le domaine de l’apprentissage de l’infor-
43. https://www.sonarqube.org/
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matique. En effet, il est relativement courant de voir que l’apprentissage de
la programmation se fait à travers un jeu. Il est possible de citer Scratch 44
ou dans un autre style CodInGame 45. Quel que soit le public visé, le principe
reste le même. Il s’agit de rajouter un aspect ludique à l’apprentissage de la
programmation pour, par exemple, simplifier des concepts ou encore motiver
les étudiants.
Le but ici ne serait pas de créer un jeu, mais il pourrait être intéressant
d’aller plus loin vis-à-vis de la stimulation des étudiants à résoudre des exercices.
Il est difficile de juger à priori si l’étudiant souhaitera résoudre les exercices
proposés par le chatbot. Il s’agit d’une toute nouvelle façon de faire. Toutefois,
la gamification pourrait passer par une barre de progression dans les exercices
ou encore afficher son taux d’erreur d’une manière à ce que l’étudiant se motive
à s’améliorer davantage. Les personnes visées par le chatbot restent un public
débutant qui découvre l’univers de la programmation. Il est important de garder
la tâche de programmation telle quelle pour que les étudiants apprennent la
programmation dans son ensemble, mais ajouter sur le côté des aspects de
gamification pourrait améliorer l’expérience utilisateur.
5.5 Amélioration des Sandboxes
Botlearn utilise des sandboxes afin d’exécuter les codes des étudiants.
Cette solution est couteuse en ressources et en temps, mais semble être l’unique
solution réaliste. D’autres solutions pourraient exister pour l’exécution de
codes étrangers de manière sécurisée (p. ex. virtualisation complète avec un
hyperviseur).
Il est possible d’aller encore plus loin grâce à PYPY 46. Ce dernier est un in-
terpréteur Python alternatif écrit en Python ; à distinguer donc de l’interpréteur
classique de Python, appelé CPython, écrit en C.
Il existe différents avantages à utiliser PYPY à la place de CPython :
• Les fonctionnalités de "sanboxing" sont déjà prévues et implémentées
d’une manière portative 47. Rajouter cette seconde couche d’encapsulation
ne semble pas inutile. En effet, la solution fournit déjà un contrôle sur les
ressources qui peuvent être utilisées, mais avec ce sandbox, il pourrait
être rajouté un contrôle sur les commandes potentiellement dangereuses
et ainsi pouvoir les exclure de l’exécution.
• De plus, les développeurs de PYPY signalent que leur interpréteur peut
être sensiblement plus rapide 48 que celui par défaut de Python. Ils mettent
à disposition des graphiques qui comparent les performances. Il est cepen-
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le programme Python utilise des librairies écrites en C (p. ex. Numpy 49.
En effet, lorsque PYPY doit utiliser ce genre de librairie, l’interpréteur
doit émuler la manière dont les objets sont stockés en mémoire ce qui
n’est pas efficace. À titre informatif, l’équipe de développement de PYPY
travaille également sur une nouvelle API 50 qui pourrait solutionner ce
défaut dans le futur.
Avant d’appliquer ce changement, il sera important de considérer les dif-
férences 51 qui existent entre les deux interpréteurs et déterminer si celles-ci
peuvent avoir un impact dans le cadre d’exécution de codes simples. Le but
n’est pas d’avoir des différences visibles dans les exécutions entre ces deux
solutions.
Il existe une image Docker officielle 52 pour cet interpréteur. De ce fait,
passer à cet interpréteur alternatif nécessiterait de régénérer tous les exercices
sur base de cette image.
5.6 Poursuivre la validation
La solution développée tout au long de ce mémoire a pu être validée auprès
du corps enseignant. Cette validation a permis de juger le produit sur six
aspects : l’attractivité, la perspicacité, la fiabilité, la stimulation et l’originalité.
Grâce au résultat de ces tests, botlearn a pu être amélioré afin de répondre
au mieux à certaines attentes des professeurs et assistants.
Toutefois, ce projet s’adresse en premier lieu aux étudiants qui apprennent
la programmation. Pour les raisons indiquées dans le chapitre 4 - Validation, il
n’a pas été possible de faire valider la solution par les premiers intéressés. Dès
le début d’année universitaire 2020 et en parallèle avec le cours [INFOB131]
Introduction à la programmation, le chatbot devra être éprouvé par les étudiants.
Pour réaliser ces tests correctement, une méthodologie en deux phases pourrait
être mise en place comme suit :
• Premièrement, afin d’être complémentaire avec la validation « partielle »
qui a été mise en place (chapitre 4), il faudrait soumettre ce même
questionnaire à quelques élèves. L’objectif serait de juger la forme du
chatbot et d’améliorer l’interface afin de rendre optimale son utilisation.
• Deuxièmement, la mise en place d’un questionnaire à destination de tous
les étudiants-utilisateurs semble primordiale. Celui devra permettre de
jauger l’intérêt (ou non) du chatbot selon eux, mais également la qualité
et la pertinence des réponses. L’utilisation du chatbot par les étudiants
devra également être mesurée. Toutes ces informations récoltées pourront






5 TRAVAUX FUTURS 5.6 Poursuivre la validation
Utiliser ces deux approches semble pertinent afin de réaliser une validation
complète du chatbot par les étudiants. C’est grâce à cette double validation
(autant pour le corps enseignant que pour les étudiants) que la pertinence et
l’efficacité de botlearn pourront être évaluées.
 Résumé du chapitre I Travaux futurs
Dans ce chapitre, des pistes de réflexion ont été envisagées afin
de poursuivre le travail du mémoire et du stage. Ces change-
ments concernent autant des améliorations au niveau de la
qualité de ce que fournit le chatbot (et donc observable par les
utilisateurs) que des améliorations au niveau du fonctionne-
ment interne de botlearn. Celles-ci devront être mises en
perspective avec une nouvelle validation de la solution.
De nouveaux aspects pédagogiques peuvent également être
ajoutés à la solution. La gamification de l’apprentissage est




Apprendre à programmer est un challenge considérable, difficile, exigeant. Un
temps important est nécessaire pour obtenir une maîtrise parfaite d’un langage
de programmation. Les débuts sont ardus et pourtant il est essentiel de bien
connaître les bases, de les assimiler, avant de pouvoir comprendre les notions
suivantes plus complexes, et ainsi pouvoir progresser dans la programmation,
tout en visualisant correctement les écueils et en évitant la répétition des
erreurs.
La pédagogie de l’apprentissage de la programmation a été étudiée et les
facteurs déterminants à la réussite ont été identifiés, principalement cognitifs
et psychologiques.
De nombreuses solutions sont proposées pour aider l’étudiant dans cet
apprentissage difficile, mais une assistance reste fondamentale. Et il est souvent
difficile d’offrir aux étudiants, toujours plus nombreux, un temps d’encadrement
suffisant et adapté à leurs besoins et attentes.
Dans ce travail, un nouvel outil est proposé, botlearn, de type conversa-
tionnel, axé principalement sur la qualité du code et attentif à optimaliser tous
les facteurs d’apprentissage.
L’étudiant peut ainsi disposer d’une aide personnalisée au moyen d’un
outil avec lequel il peut interagir en français. Il reçoit ainsi une aide efficace et
motivante, qui l’aide à progresser dans sa capacité à produire un code de qualité,
sans devoir se concentrer sur l’installation de librairie ou la configuration du
glslangage_programmation.
Botlearn fournit également un support pédagogique aux enseignants en
leur livrant des informations sur l’évolution de l’apprentissage de leurs étudiants,
sur les questions et difficultés récurrentes à la fois pour l’ensemble d’un groupe,
mais aussi sur chacun d’eux individuellement.
Botlearn est un outil qui vise à la fois à s’adapter aux exigences des
étudiants, mais aussi à répondre aux défis de l’enseignement. Son design pra-
tique et efficace ainsi que son potentiel d’amélioration future peuvent faire de
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Figure 29 – Parties de notre architecture utilisées lors d’une requête de données
non-présentes dans le cache.
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Figure 30 – Parties de notre architecture utilisées lors d’une requête de données
présentes dans le cache.
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Figure 33 – Distribution par question par rapport aux résultats de la section
4.2.
Figure 34 – Distribution de la moyenne par question par rapport aux résultats




A | B | C | E | G | H | I | J | N | O | P | R | S | T | U | V
A
API Application Programming Interface. 45, 46, 49, 53, 68
ASGI Asynchronous Server Gateway Interface. 45
B
BD Base de Données. 33, 46, 53
C
CRUD Create Read Update Delete. 44
CSS Cascading Style Sheets. 22
E
EDI Environnements de Développement Intégré. 9–11, 20, 30
G
GUI Graphical User Interface. 21
H
HMAC Hash-based Message Authentication Code. 44
HTML HyperText Markup Language. 22
HTTP HyperText Transport Protocol. 45, 47
I
IDE Integrated Development Environment. 3, 12, 20–22, 25, 31, 57
J
JSON JavaScript Object Notation. 45, 46
JWT JSON Web Token. 44
N
NLTK Natural Language ToolKit. 33
NOSQL Not only Structured Query Language. 45, 46
O
ORM Object Relational Mapping. 44, 49
P
POO Programmation Orientée Objet. 21, 81, 84
R
RAM Random Access Memory. 45, 49
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REST REpresentational State Transfer. 44, 45
RFC Requests For Comments. 44
S
SGBD Système de Gestion de Bases de Données. 46
SGBDR Système de Gestion de Bases de Données Relationnelles. 44
SGBDRO Système de Gestion de Bases de Données Relationnelles-Objets. 46
SQL Structured Query Language. 44–46, 49, 50
SSL Secure Sockets Layer. 47
T
TP Travaux Pratiques. 25, 32, 40, 50, 66
U
UEQ User Experience Questionnaire. 59
UML Unified Modeling Language. 22
V




A | B | C | D | F | G | H | I | L | M | N | O | P | R | S | T | V
A
alphabet L’alphabet des langages de programmation comporte de manière
classique les lettres de A à Z sans accent, des chiffres et des symboles. 83,
85
architecture En informatique, une architecture correspond à la structure géné-
rale d’un système informatique. Elle reprend l’organisation des différents
éléments la constituant et les relations entre eux. Une architecture traduit
toujours des décisions stratégiques issues d’une phase de conception. 42,
44, 45, 48, 49, 66
B
back-end En informatique, le back-end correspond à tout ce qui est en lien
direct avec la couche d’accès aux données ou à l’infrastructure physique.
Dans la solution présentée (modèle client-serveur), le back-end correspond
au serveur. 38, 41, 44, 55
base de données Une base de données est une structure informatique qui
permet de stocker et de retrouver des données brutes ou des informations
en rapport à une activité spécifique. 6, 33–35, 39, 45, 46, 48–50, 65
boucle Une boucle est une structure permettant d’exécuter une portion de
code plusieurs fois. Ce nombre d’exécutions peut soit être connu à l’avance,
soit tant qu’une condition est remplie, le code s’exécutera à nouveau. 8,
18, 19, 27, 29, 35, 48
C
cache Le cache, ou la mémoire cache, est un espace mémoire (physique ou
logiciel) qui enregistre des copies de données afin de diminuer le temps
d’un accès ultérieur à celles-ci ou d’éviter de devoir les recalculer. 6, 45,
46, 49–51
chaîne de caractères En informatique, une chaîne de caractères est un type
de donnée qui consiste en une suite ordonnée de caractères. 6, 33, 35
charge cognitive La charge cognitive est une théorie en psychologie qui
cherche à évaluer la capacité de stockage d’informations en mémoire (à
court terme), mais également l’intégration de nouveaux éléments. 11–13,
21, 37, 38, 56, 66
chatbot Un chatbot, ou assistant virtuel en français, est un agent qui dialogue
avec un utilisateur. 3, 6, 8, 9, 24, 25, 27–39, 41, 55–57, 59, 63, 64, 66–69
classe En Programmation Orientée Objet (POO), une classe regroupe les
membres, les fonctions (appelées alors méthodes) et les attributs communs
à un ensemble d’objets. 44, 45
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commentaire Les commentaires sont des textes qui ne seront pas traduits.
Ils sont ajoutés à des programmes afin de laisser des explications. Les
commentaires sont délimités par des marqueurs définis par le langage de
programmation. 55
compilateur Un compilateur est un programme qui transforme un code source
écrit dans un langage de programmation ayant un haut niveau d’abstrac-
tion vers un autre langage de plus bas niveau, qui lui est directement
exécutable par une machine. 15, 83
condition Une condition en informatique est un test qui va chercher à évaluer
une expression logique. Cette condition permet de réaliser des branche-
ments dans un programme. Si le test est vrai, le programme exécutera
certaines opérations, sinon le programme exécutera d’autres opérations.
8, 18, 19, 28, 81
console Une console est un périphérique informatique de télécommunications
des entrées-sorties d’un système de traitement de l’information. . 3, 32
conteneur Un conteneur ou container, dans un contexte de Docker, est une
instance d’une image qui contient, en son sein, tous les processus en cours.
42, 45, 48, 53, 66, 85
D
débogueur Un débogueur ou débugueur est un logiciel qui aide un développeur
à analyser les bugs d’un programme. Pour cela, il permet d’exécuter entre
autres le programme pas-à-pas. 22
dictionnaire Un dictionnaire est une structure de données qui permet d’asso-
cier un ensemble de clés à un ensemble de valeurs. Chaque clé est associée
à au plus une valeur (application mathématique). 28, 29
F
fonction En informatique, une fonction est une portion de code réalisant un
traitement spécifique et qui renvoie le résultat produit par ce traitement.
81, 84
framework Un framework est un ensemble cohérent de composants logiciels
structurels qui sert à créer les fondations ainsi que les grandes lignes d’un
logiciel. Un framework a donc pour but d’aider les développeurs en leur
facilitant le travail et en augmentant ainsi leur productivité . 41, 42, 44
front-end En informatique, le front-end correspond à tout ce qui est en lien
direct avec l’interface et les actions qu’un utilisateur pourra générer. 41,
55
G
gamification Le fait de gamifier. 8, 66, 67, 69
gamifier Action de rendre ludique quelque chose qui ne l’est pas par nature.
66, 82
grammaire formelle Une grammaire est un formalisme permettant de définir




HelpDesk Un HelpDesk, ou centre d’assistance en français, correspond au
service chargé de répondre aux demandes d’assistance émanant des utili-
sateurs de produits ou de services. 26–30, 59, 63
I
image Une image, dans un contexte de Docker, correspond à un ensemble
compilé de structures de fichiers sans les processus. Une image Docker
contient donc tous les fichiers et programmes que l’on souhaite utiliser.
45–47, 50, 68, 82
interpréteur Un interpréteur est un outil dont la tâche est d’analyser, de
traduire et d’exécuter un programme écrit dans un langage de program-
mation. À chaque exécution du programme, les opérations d’analyse et
de traduction seront réalisées, à contrario d’un compilateur. 15, 35, 36,
67, 68
L
langage Un langage formel représente l’ensemble des mots admissibles sur un
alphabet donné. 9, 21, 22, 30, 31, 42, 63, 82
langage de programmation Un langage de programmation est créé à partir
d’une grammaire formelle, à laquelle on associe des règles de sémantique.
Un langage de programmation offre un cadre pour élaborer des algorithmes.
6, 9–11, 21, 22, 25, 27, 30–32, 38, 39, 57, 70, 82, 83
liste Une liste est une structure de données permettant de regrouper des
données et de pouvoir accéder à celles-ci de manière libre grâce à un
index. 18, 19, 35
M
module Partie du code source d’un logiciel qui peut être développée de manière
indépendante. 42, 48, 49, 54
N
notebook Un notebook est un document qui peut contenir du code, des
équations, des graphiques ainsi que du texte. Cet outil 53 est fortement
utilisé dans le monde scientifique et académique, car il permet de montrer
les différentes étapes d’un raisonnement, ce qu’un code seul ne peut pas
exprimer. 7, 31, 56
O
objet En informatique, un objet est un conteneur symbolique qui contient
des données et des mécanismes, manipulés dans un programme, et qui






pattern Un pattern est une expression régulière destinée à chercher un type
de texte donné en respectant certaines contraintes. 24
port En informatique, un port est un élément logiciel qui permet le passage
d’informations. 46, 48
procédure En informatique, une procédure est une fonction dont la spécificité
est de ne pas renvoyer de valeur. 18
programmation orientée objet Dans le langage informatique, la Program-
mation Orientée Objet (POO) consiste en la mise en relation d’objets,
c’est-à-dire d’éléments de programmation, avec un langage spécifique qui
permet aux objets de communiquer entre eux. 22
programme Un programme informatique est un ensemble d’opérations desti-
nées à être exécutées par un ordinateur. Ces programmes peuvent être
issus de codes et correspondent à un agencement défini par les règles de
syntaxe et par la sémantique. 6, 12, 15, 22, 48, 82–84
R
référence En informatique, une référence est une valeur qui permet l’accès en
lecture et/ou en écriture à une donnée. 19, 50
règles de syntaxe Définies par une grammaire formelle, elles régissent les
différentes manières dont les éléments du langage peuvent être combinés
pour obtenir des programmes. 11, 22, 82, 84
ressource En informatique, les ressources sont des composantes logicielles ou
matérielles (fichiers, connexions au réseau ou les espaces en mémoire)
connectées à un ordinateur. 32, 48, 50, 67
reverse proxy Un proxy inverse, ou reverse proxy en anglais, est un type de
serveur qui permet à un utilisateur d’accéder à des serveurs internes. 45
S
scope Le scope (ou la portée en français) est la région d’un programme
informatique où un lien est valide, où le nom peut être utilisé pour faire
référence à l’entité. Un lien peut-être une variable, une fonction, etc.. 19,
22
sémantique La sémantique correspond au sens donnés à chacune des phrases
qui peuvent être construites dans le langage et plus particulièrement les
effets de la phrase lors de l’exécution du programme. 83, 84
serveur Matériel, logiciel ou système informatique destiné à fournir un ser-
vice déterminé à d’autres systèmes informatiques ou à des utilisateurs
connectés sur un réseau. 9, 32, 42, 44–48, 55, 84
structure de données Une structure de données correspond à une manière





threshold le niveau ou le point à partir duquel vous commencez à vivre
quelque chose, ou à partir duquel quelque chose commence à se produire
ou à changer. 35
V
variable Une variable est une succession de symboles (issues de l’alphabet du
langage) permettant d’associer un identifiant à sa valeur. 19, 65, 84
volume Un volume, dans un contexte de Docker, correspond à un dossier par-
tagé entre la machine hôte et le conteneur. On peut également considérer
cela comme un point de montage. 47
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