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Povzetek
Naslov: Sistemi za nadzor razlicˇic za strukturirane datoteke
Povzetek: Namen diplomskega dela je nadgraditi sistem za nadzor razlicˇic.
Cilj nadgradnje je mozˇnost primerjave razlicˇic datotek zapisanih v struktu-
riranem zapisu. Na kratko so predstavljene posplosˇene kljucˇne funkcional-
nosti sistemov, njihov razvoj skozi cˇas in delitev sistemov na podskupine.
V diplomskem delu je prikazan postopek primerjave OpemDocument Text
dokumentov. Razlozˇen je postopek primerjave besedilnega dela dokumenta,
v nadaljevanju pa je podan primer primerjave besedila vkljucˇno z njegovo
obliko. Predstavljen je sˇe postopek, kako na zelo preprost nacˇin povezati
svoj program za primerjavo datotek s sistemom za nadzor razlicˇic.
Kljucˇne besede: razlike, primerjava, strukturirane datoteke, razlicˇice.

Abstract
Title: Version control systems for structured files
The aim of this thesis is to upgrade a version control system. The goal of the
upgrade is to compare versions of files stored in a structured format. Some
of the key functionalities of version control systems, development of systems
over time and basic groups are described. The thesis contains step by step
explanation and practical examples of OpenDocument Text file comparison.
The process that compares textual part of document is explained for starter.
Later, text formatting is also included in compare process. Thesis also in-
cludes an example of how very simple it is to use your own program for file
comparing with version control systems.
Keywords: diff, comparison, structured documents, versions.

Poglavje 1
Uvod
Spremljanje sprememb, ki jih naredimo tekom razvoja obsezˇnejˇse programske
opreme, je brez uporabe sistemov za nadzor razlicˇic zelo tezˇavno. Ti sistemi
nam med drugim omogocˇajo pregled nad spremembami vsake datoteke vse
od njenega nastanka.
Zakaj bi sploh zˇeleli imeti evidentirane vse spremembe, ki so bile narejene
tekom razvoja? Eden izmed razlogov je, da prihaja do sprememb, ki proble-
mov ne resˇujejo ampak jih povzrocˇajo. V taksˇnem primeru lahko razvijalec
brez tezˇav s pomocˇjo sistema iz shrambe pridobi delujocˇo razlicˇico, ki sˇe nima
vkljucˇenega slabega popravka. V primeru, ko zˇeli spremembo pred njeno po-
trditvijo preveriti, da ne bi priˇslo do nezˇeljenih napak, mu sistem omogocˇa
pregled sprememb med njegovo razlicˇico in zadnjo potrjeno.
Problem nastane, ko sprememba ni narejena nad besedilno, ampak nad bi-
narno ali drugacˇe strukturirano datoteko. Orodja, ki v sistemih za nadzor
razlicˇic omgocˇajo pregled razlik, ponavadi ne znajo razlikovati takih datotek.
Cilj diplomske naloge je opis vseh potrebnih korakov, podprtih s prakticˇnimi
primeri, da lahko v poljubnem sistemu za nadzor razlicˇic izvedemo primerjavo
dveh strukturiranih binarnih datotek.
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1.1 Struktura naloge
V uvodnem delu je na kratko predstavljen namen uporabe sistemov za nad-
zor razlicˇic in cilj, ki ga zˇelimo z izdelavo diplomske naloge dosecˇi. V drugem
poglavju bodo posplosˇeno predstavljene kljucˇne funkcionalnosti sistemov. V
zacˇetku tretjega poglavja bodo na kratko predstavljene tri glavne skupine
sistemov za nadzor razlicˇic, ki so se skozi cˇas oblikovale, in kljucˇne lastnosti,
ki jih razlikujejo. V nadaljevanju bo predstavljenih nekaj sistemov, ki so svo-
jim nastankom zaznamovali zgodovino. V cˇetrtem poglavju bo opisan celoten
postopek primerjave strukturiranih datotek na besedilnem in oblikovnem ni-
voju. Opisan bo postopek povezovanje svojega programa za primerjanje v
sistem za nadzor razlicˇic SVN. Na koncu, pri sklepnih ugotovitvah, bodo
predstavljene funkcionalnosti, ki tekom diplomskega dela niso bile dokoncˇno
izpopolnjene. Opisani bodo tudi nacˇini, kako je mogocˇe sisteme sˇe dodatno
izboljˇsati.
Poglavje 2
Osnovne operacije
Vsi sistemi za nadzor razlicˇic pokrivajo priblizˇno enak nabor osnovnih ope-
racij. V nadaljevanju je predstavljena vecˇina operacij, ki so del procesa dela
z novodobnim sistemom za nadzor razlicˇic.
2.1 Delo s shrambo
Ustvarjanje nove, prazne shrambe je mozˇno narediti z ukazom ustvari
(ang. create). Shramba je prostor, kjer je shranjeno vse nasˇe delo. Kar
jo razlikuje od mrezˇnega datotecˇnega sistema je to, da je v njej shranjena
celotna zgodovina sprememb datotek.
Posledica tega je, da se nobena sprememba nikoli ne izgubi. Vsakicˇ, ko se
zgodi sprememba v shrambi (tudi, cˇe nekaj izbriˇsemo), ta postaja vecˇja, saj
je tudi zgodovina sprememb daljˇsa. Vsaka sprememba se v zgodovino vedno
dodaja in iz nje ne moremo nikoli nicˇesar izbrisati. Operacija ustvari je ena
izmed prvih uporabljenih operacij. Od nas ponavadi zahteva, da izberemo
mesto, kjer naj se ustvarjena shramba nahaja, in kako naj se imenuje.
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Izvoz delovne kopije shrambe, ki zˇe obstaja, je mozˇno narediti s pomocˇjo
ukaza izvozi (ang. checkout). Izvozˇeno kopijo sestavlja posnetek stanja
shrambe, ki je uporabljena s strani razvijalca kot prostor, kjer lahko dela
spremembe. Shramba je deljena s celotno razvojno ekipo, ampak cˇlani ne
delajo sprememb direktno na njej temvecˇ nad svojo delovno lokalno kopijo.
Ideja delovne kopije je, da razvijalca izolira od ostalih in mu daje obcˇutek
da delo opravlja sam, nemoteno.
Posodobitev sluzˇi za posodabljanje delovne kopije glede na trenutno sta-
nje shrambe. V primeru, da so bile na delovni kopiji, nad katero izvajamo
operacijo posodobi (ang. update), narejene spremembe, ki sˇe niso potrjene
v shrambi, sistem poskrbi za zdruzˇevanje nasˇih sprememb s pridobljenimi. Z
uporabo te operacije lahko pride do neskladja (ang. conflict). To se zgodi
takrat, ko nekdo drug naredi in potrdi spremembe na istem delu kode kot
mi, sistem pa jih ne zna zdruzˇiti, saj ne mora dolocˇiti cˇigava sprememba je
pomembnejˇsa.
Potrjevanje sluzˇi za posredovanje sprememb, narejenih nad lokalno kopijo,
v shrambo. To je operacija, ki v shrambi ustvari novo razlicˇico datoteke.
Vecˇina modernih sistemov za nadzor razlicˇic opravlja to operacijo atomarno
(ang. atomic commit). Z drugimi besedami to pomeni, da ne glede na to,
koliko individualnih sprememb zˇelimo narediti, bodo v shrambi pristale vse
(v primeru, ko je operacija uspesˇna) ali pa nobena (v primeru, ko je operacija
neuspesˇna).
Pri takih sistemih je nemogocˇe, da pride do stanja, kjer so operacije polovicˇno
zakljucˇene. Tipicˇno je, da ob izvajanju operacije potrdi (ang. commit)
podamo sporocˇilo ali komentar, ki na kratko opiˇse spremembe, ki smo jih
naredili. Sporocˇilo postane del zgodovine repozitorija.
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Zgodovina sprememb razlicˇic, ki so kadarkoli obstajale so zabelezˇene
v shrambi. Operacija prikaz zgodovine (ang. log) nam omogocˇa prikaz
teh zapisov. Sluzˇi tudi za prikaz dodatnih informacij, ki so del posamezne
spremembe kot so:
• avtor spremembe,
• cˇas spremembe in
• sporocˇilo, ki je bilo podano ob spremembi.
Vecˇina sistemov za nadzor razlicˇic nam omogocˇa iskanje po zgodovini spre-
memb s pomocˇjo te operacije (npr. prikaz vseh sprememb, ki jih je naredil
uporabnik Marko od leta 2015 dalje).
2.2 Delo z datotekami
Spreminjanje datoteke je najpogostejˇsa operacija pri uporabi sistemov za
nadzor razlicˇic. Ko si izvozimo lokalno kopijo, ta ponavadi vsebuje ogromno
datotek iz shrambe. Te datoteke spreminjamo v pricˇakovanju, da bodo v
prihodnosti postale del shrambe. Operacija spreminjanja ni orodje ali akcija
v sistemih za nadzor razlicˇic.
Gre za preprost proces spreminjanja datoteke, ki je v vecˇini dosezˇen s pomocˇjo
poljubnega urejevalnika besedila (Notepad, Vim, Sublime,. . . ) ali razvojnega
okolja (Eclipse, NetBeans, Code::Blocks,. . . ). Ko zˇeljeno datoteko spreme-
nimo, sistem to spremembo zazna in datoteko doda na seznam sprememb, ki
cˇakajo na potrditev.
Pri nekaterih sistemih je potrebno biti celo bolj natancˇen, saj vse datoteke v
delovni kopiji oznacˇijo z znacˇko
”
le za branje“. Preden zˇelimo datoteko spre-
meniti, moramo to sporocˇiti sistemu, da zˇeljeno datoteko oznacˇi z mozˇnostjo
za zapisovanje.
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Dodajanje in vkljucˇevanje nove datoteke, ustvarjene znotraj nasˇe delovne
kopije, v sistem za nadzor razlicˇic izvedemo s pomocˇjo operacije dodaj (ang.
add). S to operacijo dodamo datoteko le na seznam sprememb, ki cˇakajo na
potrditev, novo dodana datoteka pa bo v shrambo shranjena sˇele z operacijo
potrjevanja.
Odstranjevanje uporabljamo, kadar zˇelimo odstraniti datoteko ali imenik
iz shrambe. Tipicˇno bo operacija odstranjevanja (ang. remove) takoj
odstranila delovno kopijo datoteke, zahteva za izbris datoteke iz shrambe pa
bo dodana na seznam sprememb, ki cˇakajo na potrditev. Potrebno je vedeti,
da datoteka iz shrambe nikoli ne bo resnicˇno izbrisana. Ko potrdimo cˇakajocˇi
seznam sprememb, ki vsebuje akcijo brisanja, se v repozitoriju vzpostavi
nova razlicˇica drevesa, ki ne vsebuje izbrisane datoteke. Predhodnja razlicˇica
drevesa, ki vsebuje izbrisano datoteko, pa ostane (kot neaktivna).
Preimenovanje se uporablja za spreminjanje imena datotek. Ob izvedbi
ukaza preimenuj (ang. rename) se akcija doda na cˇakajocˇi seznam spre-
memb, datoteka, katere ime spreminjamo, pa je ponavadi v okviru delovne
kopije preimenovana takoj. Nekateri (Bazaar, Veracity) imajo ime datoteke
ali imenika predstavljen kar v obliki atributa, ki je miˇsljen, da se skozi cˇas
spreminja.
Premikanje se uporablja, ko zˇelimo premakniti datoteko ali imeniˇsko struk-
turo iz enega mesta na drugega. Tudi ta akcija je dodana na cˇakajocˇi seznam
sprememb, znotraj lokalne kopije pa je akcija izvedena takoj po ukazu. Ne-
katera orodja obravnavajo operaciji preimenuj in premakni (ang. move)
enako (povzeto po Unix sistemih - absolutna pot datoteke je njeno ime), ostali
pa ju obravnavajo locˇeno (ime datoteke in imenik, v katerem se nahaja, sta
locˇena atributa).
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Stanje sprememb, ki so bile narejene nad lokalno kopijo in dodane na se-
znam sprememb, lahko pogledamo z ukazom pregled stanja (ang. status).
Operacijo si lahko razlagamo tudi tako, da nam pregled stanja prikazˇe
spremembe, ki bi bile aplicirane v shrambo ob potrjevanju.
Prikazovanje razlik Operacija pregled stanja prikazˇe samo spremembe
iz cˇakajocˇega seznama. Cˇe zˇelimo videti tudi podrobnosti o spremembah, ki
so bile narjene na nivoju datotek, pa moramo uporabiti operacijo prika-
zovanja razlik (ang. textitdiff). Sistemi za nadzor razlicˇic imajo orodja
za prikaz razlik implementirana na razlicˇne nacˇine. Nekateri, ki delujejo v
ukazni vrstici, ponavadi izpiˇsejo razliko kar na standardni izhod, medtem ko
nam ostali sistemi lahko prikazˇejo razlike v graficˇnem vmesniku.
Razveljavitev sprememb (ang. revert) pride v posˇtev, ko naredimo spre-
membe nad lokalno kopijo, ki jih v nadaljevanju ne zˇelimo obdrzˇati. Lahko jo
uporabljamo tudi, cˇe ustvarimo napako, ali pa nam nasˇe delo ni sprejemljivo
in zˇelimo spremembe zavrecˇi. Izvedba operacije nad datoteko ali imenikom
povzrocˇi, da se spremembe odstranijo iz cˇakajocˇega seznama, lokalna kopija
pa se posodobi na stanje, kakrsˇno je bilo pred spremembami.
2.3 Pripomocˇki za vzporeden razvoj
Vejitev nam omogocˇa razcep razvojnega procesa na dve locˇeni veji. V
primeru, ko izdamo novo razlicˇico programa (V2.0), je smiselno ustvariti dve
veji (ang. textitbranch). Prva bo namenjena za popravke izdane razlicˇice
(V2.0x-popravki), druga pa za razvoj nove (V3.0).
Zdruzˇevanje sledi operaciji vejitve, saj zˇelimo ponavadi v neki tocˇki ra-
zvojni proces, ki je bil locˇen na dve veji, vsaj delno zdruzˇiti. V primeru, ko
smo naredili locˇeno vejo za popravke (V2.0x-popravki), zˇelimo da se popravki
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uposˇtevajo tudi na glavni veji razvoja (tam, kjer je potekal razvoj razlicˇice
V3.0).
Brez operacije zdruzˇevanje (ang. textitmerge) bi bilo to mogocˇe izvesti s
pripravo popravkov na obeh vejah. Z njeno pomocˇjo pa lahko narejene po-
pravke iz specificˇne veje (V2.0x-popravki) karseda avtomatizirano zdruzˇimo
z glavno vejo razvoja (V3.0).
Resˇevanje neskladja (ang. conflict) po uporabi operacije zdruzˇevanje
je vcˇasih potrebno s strani uporabnika. Operacija se namrecˇ avtomatsko
loti zdruzˇevanja tam, kjer je to mogocˇe narediti na varen nacˇin, brez da bi
povzrocˇil sˇkodo. V primeru, ko temu ni ugodeno, pride do t.i. konfikta. V
primeru, ko datoteka test.js, ki je bila na eni veji spremenjena, na drugi
pa odstranjena, se sistem ne more odlocˇiti, katera veja je pomembnejˇsa, in
tako nastane neskladje. Operacija resˇevanje (ang. resolve) je namenjena za
pomocˇ uporabniku pri resˇevanju tovrstnih neskladij.
Zaklepanje (ang. lock) je uporabno v primeru, ko zˇelimo imeti samo mi
pravico do urejanja dolocˇene datoteke. Ta funkcija ni del vseh sistemov za
nadzor razlicˇic. Dolocˇeni sistemi zaklepanje podpirajo, s predpostavko, da
bo le redko uporabljeno. Za datoteke, ki so preprostega besedilnega formata,
je ponavadi najbolje prepustiti probleme vzporednosti kar sistemu za nadzor
razlicˇic. Binarne datoteke, ki ne morejo biti avtomatsko zdruzˇene, pa je v
dolocˇenih primerih smiselno zakleniti.
Oznacˇevanje nam omogocˇa poimenovanje specificˇne razlicˇice v zgodovini
repozitorija s smiselnim imenom. To lahko naredimo s pomocˇjo operacije
oznacˇevanja (ang. tag).
Poglavje 3
Zgodovina in razvoj sistemov
Vsem, ki jih zanima poglobljeno znanje o sistemih za nadzor razlicˇic, svetu-
jemo branje dela Moshe Bara in Karla Fogela[1], v katerem so prikazani tudi
konkretni primeri z uporabo sistema CVS.
3.1 Generacije sistemov za nadzor razlicˇic
Sistemi so deljeni na tri razlicˇne skupine, ki opisujejo njihovo strukturo in
nacˇin delovanja. Izoblikovale so se zaradi potreb po razlicˇnih funkcionalno-
stih.
3.1.1 Lokalni
Po ugotovitvi, da vzdrzˇevanje razlicˇic datotek v obliki kopij z razlicˇnimi imeni
(datoteka-v1.0.txt, datoteka-v1.1.txt, datoteka-v1.2.txt,. . . ) lahko
prinese veliko napak, je bil lokalni sistem za nadzor razlicˇic prvi uspesˇen
nacˇin, ki je tezˇavo resˇil. Revision Control System je bil eden izmed prvih
popularnih sistemov, ki je to omogocˇal.
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To orodje deluje tako, da vzdrzˇuje serijo popravkov (razlike med datotekami
skozi cˇas) z uporabo posebnega formata v sledilcu razlicˇic, ki je shranjen na
disku lokalnega racˇunalnika. Sistem lahko potem natancˇno poustvari dato-
teko v katerikoli cˇasovni tocˇki zgodovine sprememb. To naredi s pomocˇjo
zdruzˇevanja in apliciranja vseh potrebnih popravkov nad izvorno razlicˇico v
pravilnem vrstnem redu.
Sledilec razlicˇic ni nicˇ drugega kot datoteka s svojim datotecˇnim formatom, ki
vsebuje strukturirano vsebino, s pomocˇjo katere lahko izvaja razlicˇne akcije.
Ko je datoteka vnesˇena v RCS, sistem ustvari novega sledilca razlicˇic, ki bo
vseboval podatke o konfiguraciji za to konkretno datoteko, sˇtevilko razlicˇice,
datum, cˇas, ime avtorja, podatke o veji in povezavo do naslednjega stanja
datoteke v obliki posebno formatiranega zapisa. Po koncˇanju tega procesa je
datoteka izbrisana, poustvariti jo je mozˇno z uporabo sistema. Na sliki 3.1
je prikazana struktura lokalnih sistemov za nadzor razlicˇic.
Slika 3.1: Model lokalnih sistemov za nadzor razlicˇic
3.1.2 Centralizirani
Kot pri vseh drugih programskih paketih ali konceptih so se potrebe sto-
pnjevale in uporabniki so spoznali, da jih sistem, ki omogocˇa le lokalno delo,
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omejuje. Sistemi so nastali zaradi potrebe sodelovanja vecˇih razvijalcev na
istem projektu.
Problem lokalnih sistemov za nadzor razlicˇic je bil resˇen tako, da so vse da-
toteke shranjevali na isti lokaciji (strezˇnik), do katere so imeli vsi uporabniki
dostop s svojih lokalnih racˇunalnikov (odjemalci). Kadarkoli je zˇelel upo-
rabnik urediti datoteko, je sistem poskrbel, da je pridobil zadnjo razlicˇico.
Ta sistem poleg dostopa do datotek ponuja tudi pregled nad aktivnostmi
drugih ljudi. Ker so datoteke shranjene na eni lokaciji, preko katere si vsi
uporabniki delijo datoteko, so vse spremembe avtomatsko posredovane tudi
ostalim uporabnikom. Na sliki 3.2 je prikazana struktura centraliziranih sis-
temov za nadzor razlicˇic.
Ta sistem pa ima nekaj slabosti. Najocˇitnejˇsa med njimi je onemogocˇeno
shranjevanje sprememb v primeru nedelovanja strezˇnika. Cˇe sistem odpove,
je izgubljena tudi vsa zgodovina razlicˇic.
Slika 3.2: Model centraliziranih sistemov za nadzor razlicˇic
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3.1.3 Porazdeljeni
Uporabnike je pri modelu centraliziranega sistema za nadzor razlicˇic mo-
tilo to, da so ogrozˇali izgubo vseh podatkov v primeru odpovedi sistema,
saj so bili ti shranjeni na eni sami lokaciji. Cˇe zdruzˇimo prednosti lokalnih
in centraliziranih sistemov, dobimo hibridni model ki se imenuje porazde-
ljeni sistem za nadzor razlicˇic (glej sliko 3.3). Porazdeljeni sistemi za nadzor
razlicˇic vsebujejo prednosti lokalnih sistemov kot so:
• ustvarjanje lokalnih sprememb brez neprekinjene povezave do strezˇnika
in
• ni potrebe po zanasˇanju na kopije datotek, ki so shranjene na strezˇniku.
v kombinaciji s prednostmi centraliziranih sistemov za nadzor razlicˇic kot
so:
• ponovna uporaba dela,
• skupinsko delo in
• ni se potrebno zanasˇati na zgodovino, shranjeno na posameznih racˇunalnikih.
Ti sistemi so oblikovani tako, da se lahko obnasˇajo na oba nacˇina. Vsak
racˇunalnik v verigi ima pri sebi shranjeno celotno kopijo, medtem ko spre-
membe na njem sistem usklajuje s strezˇnikom vsakicˇ, ko je to potrebno.
Velika prednost tega sistema je, da v primeru odpovedi strezˇnika lahko za
postavitev novega strezˇnika uporabimo kar eno izmed uporabniˇskih lokalnih
shramb. Poleg tega ima sistem tudi nekaj drugih prednosti, ki so povezane
z odzivnostjo, administracijo in preprostostjo uporabe. Porazdeljeni sistemi
naj bi podpirali vse funkcionalnosti centraliziranih, nekatere pa celo v iz-
boljˇsanih razlicˇicah.
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Slika 3.3: Model porazdeljenih sistemov za nadzor razlicˇic
3.2 Orodji diff in patch
Diff je standardni Unix program, katerega funkcionalnost je prikaz razlik
na podlagi primerjave dveh besedilnih datotek. Cˇe program diff uporabimo
nad besedilno datoteko pred spremembo in isto datoteko po spremembi, bo
rezultat programa diff ravno ta sprememba. Nespremenjeni deli, ki niso del
spremembe, ne bodo del rezultata.
Nekdo, ki je dobro usposobljen za pregled razlik programa diff, lahko pre-
gleda rezultat in priblizˇno oceni, kaj se je dogajalo z datoteko, medtem ko
lahko dober program tocˇno pove, kaj se je zgodilo. Kmalu po programu diff
je Larry Wall napisal odprtokodni program patch, pri katerem je primerjava
s programom diff enaka primerjavi operaciji integriranja in odvajanja.
Cˇe vzamemo za primer razliko med datotekama A in B (datoteka B je pogosto
le datoteka A po dolocˇenih spremembah) in jo v kombinaciji z datoteko A
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uporabimo kot vhodni parameter v program patch, bo program kot rezultat
vedno tvoril datoteko B.
V svetu programiranja ponavadi na enem projektu sodeluje vecˇ razvijalcev,
njihovo delo je potrebno na dolocˇeni tocˇki zdruzˇiti v smiselno celoto. Pri-
spevek h kodi je najvecˇkrat mnozˇica sprememb v raznoraznih datotekah, ki
sestavljajo projekt. Vzdrzˇevalec projekta zˇeli tocˇno vedeti, kaj so te spre-
membe bile, oziroma so in kako je do njih priˇslo. Ob predpostavki, da so
vse spremembe sprejemljive, jih bo vzdrzˇevalec zˇelel vkljucˇiti v projekt s cˇim
manj truda. Idealni nacˇin za doseganje tega cilja je, da vzdrzˇevalec prejme
serije popravkov, jih pregleda in potem s pomocˇjo programa patch vkljucˇi v
izvorno kodo tekocˇega projekta.
Z uporabo programov diff in patch je nastala standardna pot za zdruzˇevanje
prispevkov kode v t.i. popravke. Programerji so hitro spoznali, da to ne bo
dovolj, saj je obcˇasno priˇslo tudi do kaksˇnega hrosˇcˇa, ki ga je bilo potrebno
odstraniti iz kode. Seveda je bilo tezˇje ugotoviti, cˇigav prispevek h kodi je
napako povzrocˇil in kdaj je priˇslo do namestitve tega popravka. Kot odgovor
na problematiko so zacˇeli nastajati sistemi za vzdrzˇevanje zgodovine spre-
memb datotek, ki so omogocˇali pridobivanje predhodnih verzij datoteke za
primerjavo s trenutno verzijo. Prvi tak sistem je Revision Control System
(RCS).
3.3 Revision Control System
Sistem RCS je za tiste cˇase zadostoval, kljub temu da so mu manjkale kljucˇne
funkcionalnosti. Projekte je obravnaval kot skupek datotek brez kakrsˇnih koli
povezav med njimi, cˇeprav so bile datoteke med seboj odvisne ali pa celo v
isti imeniˇski strukturi. Deloval je po principu
”
zakleni-spremeni-odkleni“,
kar je pomenilo, da je moral razvijalec pred vsako spremembo datoteko za-
kleniti, jo urediti in ob koncˇanem delu odkleniti oz. sprostiti. Ko je bila
datoteka zaklenjena, je ni mogel spreminjati nihcˇe drug razen tistega, ki jo je
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zaklenil. Seveda je prihajalo tudi do primerov, ko je nekdo datoteko pozabil
zaklenjeno. Cˇe je nekdo poskusil zakleniti datoteko, ki je bila zˇe zaklenjena
s strani drugega uporabnika, je moral pocˇakati, da jo je trenutni uporabnik
odklenil, ali pa odstraniti zaklenjenost. Kot posledica je pred delom na sku-
pni datoteki postal dogovor med razvijalci nujen, pa cˇeprav so ti delovali na
drugem predelu kode. Glavna pomanjkljivost je bila, da je RCS sistem lahko
deloval le lokalno v okviru enega racˇunalnika, saj ni imel omrezˇne podpore.
Posledicˇno so morali vsi razvijalci kodo razvijati na istem racˇunalniku, kjer
je bila belezˇena datotecˇna zgodovina, ali pa si spisati svoje skripte, ki so skr-
bele za prenos datotek med RCS strezˇnikom in ostalimi racˇunalniki. Sistem
RCS uvrsˇcˇamo v generacijo lokalnih sistemov za nadzor razlicˇic (glej poglavje
3.1.1).
3.4 Concurrent Versions System
Kot odgovor na probleme, ki so nastajali z uporabo RCS, je nastal sistem
CVS. Njegova zasnova je bila skupek skript, ki jih je napisal Dick Grune v
letu 1986, z namenom narediti sistem RCS preprostejˇsi za uporabo. Leta
1989 je Brian Berliner te skripte prepisal v programskem jeziku C, Jeff Polk
pa je kasneje dodal nekaj kljucˇnih funkcionalnosti.
CVS je nadaljeval z uporabo izvornega RCS formata za shranjevanje zgodo-
vine podatkov. Od zacˇetka je bil CVS celo odvisen od pripomocˇkov sistema
RCS za razcˇlenjevanje formata teh podatkov, vendar z malo vecˇ zmozˇnostmi.
Pomembno je izpostaviti, da se je za razliko od svojega predhodnika CVS
zavedal imeniˇske strukture. Imel je celo mehanizem za poimenovanje skupin
imenikov, preko katerega jih je bilo mozˇno pridobiti. To je omogocˇalo sistemu
obravnavanje projekta kot smiselne celote, podobno kot si to predstavljamo
ljudje. Sistem ni imel potrebe po principu
”
zakleni-spremeni-odkleni“, kar
je omogocˇalo razvijalcem hkratno urejanje kode in delno potrjevanje spre-
memb v shrambi (prostor, kjer se hrani koda projekta in zgodovina spre-
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memb). Sistem je znal poskrbeti za shranjevanje vseh sprememb na dato-
teki, zdruzˇevanje hkratnih sprememb iste datoteke in obvesˇcˇanje razvijalcev
o zaznanih konfliktih (prekrivanjih kode dveh razvijalcev).
V zacˇetkih leta 1990 je Jim Kingdon omogocˇil sistemu delovanje v omrezˇju.
Razvijalci so po novem lahko dostopali do kode projekta od kjerkoli preko
interneta. To je omogocˇilo dostop do baze kode komurkoli, ki ga je ta za-
nimala. Ker je sistem znal pametno zdruzˇevati spremembo ene datoteke s
stranih vecˇ razvijalcev hkrati, jim je bilo le redko treba skrbeti za organiza-
cijo dela nad istim naborom datotek. Z novo pridobitvijo, se je sistem uvrstil
v generacijo centraliziranih sistemov za nadzor razlicˇic (glej poglavje 3.1.2.
Nekako je bil CVS za kodo podoben razmerju banke proti denarju. Vecˇina
ljudi danes vecˇ ne skrbi, kako dostopati do denarja v oddaljenih krajih, ga
zasˇcˇititi pred krajo, belezˇiti vse transakcije, istocˇasno dostopati do njega ali
celo zapraviti vecˇ kot ga imajo. Banke namrecˇ danes za vse to poskrbijo oz.
nas opozorijo, ko ga zmanjka.
Internetni dostop do kode, socˇasni razvoj in pameten nacˇin za zdruzˇevanje
sprememb vecˇ razvijalcev so postale privlacˇne funkcionalnosti pri zaprtoko-
dnih in odprtokodnih projektih. Takrat sta oba svetova (odprtokodni in
zaprtokodni) pogosto uporabljala ta sistem. CVS je bil v svojih cˇasih eden
izmed bolj uporabljenih odprtokodnih sistemov za nadzor razlicˇic.
3.5 Subversion
V zacˇetku leta 2000 je podjetje CollabNet, Inc (http://www.collab.net) zacˇelo
iskati razvijalce, ki bi razvili zamenjavo za CVS. Podjetje je v tem cˇasu ponu-
jalo programski paket, ki se je imenoval CollabNet Enterprise Edition (CEE).
Ena izmed komponent je bil tudi sistem za nadzor razlicˇic, ki je izhajal iz
CVS. Podjetje se je zavedalo omejitev CVS sistema in jim je bilo zato jasno,
da bodo v prihodnosti potrebovali nekaj boljˇsega. Ker je uporaba CVS v tem
cˇasu postala nenapisan standard v svetu odprtokodne programske opreme,
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saj takrat ni bilo boljˇsega sistema z brezplacˇno licenco, se je podjetje odlocˇilo,
da bodo za zacˇetek razvili novo programsko resˇitev za nadzor razlicˇic, ki bo
vsebovala osnovne ideje CVS, vendar brez napak in zavajajocˇih funkcional-
nosti.
Februarja leta 2000 je podjetje stopilo v stik z avtorjem knjige
”
Open Source
Development with CVS (Coriolis, 1999)“, Karlom Fogelom, s ponudbo o
sodelovanju pri razvoju novega projekta. Cˇisto nakljucˇno je Karl v tistem
cˇasu s svojim prijateljem Jimom Blandy gradil strukturo novega sistema za
nadzor razlicˇic. V letu 1995 sta s skupnimi mocˇmi ustvarila podjetje Cyclic
Software, ki je ponujalo storitve podpore sistemom za nadzor razlicˇic CVS.
Cˇeprav sta kasneje podjetje prodala, sta vseeno uporabljala CVS za sluzˇbene
namene. Njuno razocˇaranje nad CVS sistemom je spodbudilo Jima, da je
skrbno premislil o boljˇsih nacˇinih za nadzor razlicˇic, ki ga je pripeljalo do
osnovne strukture sistema in celo do njegovega imena. Karl se je na ponudbo
podjetja CollabNet nemudoma odzval, Jim pa je podjetje, v katerem je bil
tisti cˇas zaposlen, pripravil do tega, da so njegov delavnik poklonili projektu
za nedolocˇen cˇas. Poglobljeno oblikovanje strukture sistema se je zacˇelo maja
istega leta, ko je podjetje CollabNet najelo Karla in Bena Collins-Sussman. S
pomocˇjo nekaj usposobljenih ljudi pod okriljem Briana Behlendorf in Jasona
Robbins iz podjetja CollabNet ter samostojnega razvijalca Grega Steina, ki
je ta cˇas deloval na WebDAV/DeltaV procesih, je projekt Subversion hitro
pridobil skupnost aktivnih razvijalcev.
Ekipa, ki je skrbela za obliko in strukturo, se je osredotocˇila na nekaj pre-
prostih ciljev, saj niso zˇeleli odkrivati tople vode, ampak samo izboljˇsati ob-
stojecˇ CVS. Odlocˇili so se, da bo Subversion obdrzˇal funkcionalnosti CVS-ja
in ohranil razvojni model, medtem ko bodo odpravljene najocˇitnejˇse napake
in pomanjkljivosti. Podobnosti in novosti so zˇeleli dodati in ohraniti do te
mere, da bi se lahko vsak uporabnik CVS sistema le z malo truda naucˇil
uporabljati sistem Subversion.
Po sˇtirinajstih mesecih razvoja, 31. avgusta leta 2001, je postal sistem Sub-
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version sam svoj gost. Razvijalci so opustili uporabo sistema CVS za nadzor
razlicˇic nad projektom Subversion. CVS so nadomestili kar s tedanjo razlicˇico
sistema SVN. Sistem SVN prav tako kot njegov prednik spada v skupino cen-
traliziranih sistemov za nadzor razlicˇic 3.1.2.
SVN je imel pred sistemom CVS kar nekaj prednosti:
• deloval je hitreje, saj je po omrezˇju posˇiljal veliko manj informacij,
• podpiral je vecˇ opreacij za delo v nacˇinu brez povezave,
• omogocˇal je, da se vsaki datoteki dodaja opisne (ang. meta) podatke,
• obvladoval je delo z vsemi datotekami ne glede na njihov zapis,
• imel je podporo transakcij po principu
”
vse ali nicˇ“,
• struktura kode je bila preglednejˇsa, kar je omogocˇalo lazˇji dorazvoj.
3.6 GIT
GIT je eden izmed sistemov, ki je zaradi svoje strukture uvrsˇcˇen v skupino
porazdeljenih sistemov za nadzor razlicˇic (glej poglavje 3.1.3). Razvit je
bil na podlagi izkusˇenj z uporabo sistema Bitkeeper. Kot za vecˇino velikih
dogodkov v zgodovini je bil povod za nastanek GIT kancˇek destruktivnosti
in ognjevite polemike.
Jedro Linux sistemov je zelo obsezˇen odprtokodni projekt. Ob vrhuncu
vzdrzˇevanja jedra Linux sistema (1991-2002) so se spremembe programske
opreme prenasˇale v obliki popravkov in arhiviranih datotek. Leta 2002 so za
projekt Linux jedra zacˇeli uporabljati lastniˇski porazdeljen sistem za nadzor
razlicˇic, imenovan BitKeeper.
Leta 2005 je razmerje med skupnostjo, ki je razvijala Linux jedro, in komer-
cialnim podjetjem, ki je razvijal BitKeeper, propadlo in orodje je postalo
placˇljivo. To je spodbudilo skupnost Linux razvijalcev (in konkretno Linusa
Torvalds, avtorja sistema Linux) k razvoju lastnega orodja za nadzor razlicˇic,
ki naj bi nastal na izkusˇnjah, ki so se jih naucˇili z uporabo sistema BitKee-
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per.
Nekateri izmed ciljev novega sistema so bili:
• hitrost,
• preprosta osnova/oblika,
• mocˇna podpora za nelinearen razvoj (tisocˇe paralelnih vej),
• popolna porazdeljenost in
• zmozˇnost upravljanja z velikimi projekti, kot je Linux jedro (hitrost in
velikost podatkov).
Od prve izdaje se je sistem GIT razvijal in dozoreval v enostavnosti uporabe,
vseeno pa je obdrzˇal svoje zacˇetne kvalitete. Sistem deluje neverjetno hitro,
je efektiven za delo z obsezˇnimi projekti in ima dobro podporo za paralelni
razvoj.
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Poglavje 4
Primerjava strukturiranih
datotek
Za primerjavo dveh datotek je vecˇ mozˇnih nacˇinov. Prvi izmed njih je, da
si predstavljamo nabor izbrisanih, dodanih, ali spremenjenih vrstic v izvorni
datoteki kot podlago za ustvarjanje ciljne datoteke. GNU diff primerja
dve datoteki vrstico po vrstico, da najde skupine vrstic, ki so si razlicˇne,
in jih prikazˇe kot rezultat. Programu diff lahko vnaprej dolocˇimo, katere
spremembe so za nas nepomembne in tekom razlikovanja dveh datotek ne
bodo uposˇtevane (npr. VELIKE-male cˇrke, ponavljajocˇi presledki).
Drugi izmed mozˇnih nacˇinov je, da si dve datoteki predstavljamo kot zapo-
redje bajtov, ki je lahko bodisi enako ali razlicˇno. Orodje cmp prikazˇe razlike
dveh datotek bajt za bajtom, za razliko od programa diff, ki se problema
loteva vrstico po vrstico. Uporaba cmp pride najbolj do izraza takrat, ko
zˇelimo izvedeti ali sta datoteki identicˇni oz. ali predstavlja zacˇetek prve da-
toteke predpono druge. Za lazˇjo predstavo razlike delovanja primerjave bajt
za bajtom in vrstice po vrstici vzemimo za primer dodajanje nove prazne
vrstice, v besedilni datoteki. Program diff bo izpisal, da je bila v datoteko
dodana prazna vrstica, medtem ko bo cmp prikazal, da se je skoraj vsak bajt
v datoteki spremenil.
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Cˇe zˇelimo z uporabo diff programov primerjati dve datoteki, ki sta drugacˇe
strukturirani, je potrebno razumevanje zapisa, na podlagi katerega je dato-
teka zgrajena. Ker orodje deluje na nivoju vrstic, je potrebno dokument
smiselno preoblikovati v vrsticˇni zapis.
4.1 Format ODT
Za primerjavo dveh binarnih datotek formata .odt (OpenDocument Text)
moramo vedeti, kaj tocˇno zˇelimo primerjati, saj gre v tem primeru za struktu-
rirano datoteko. V tem strukturiranem zapisu je mozˇno poleg besed belezˇiti
tudi njihovo obliko (stil pisave, barva besedila,. . . ).
Doticˇni format temelji na XML in HTML strukturnih jezikih. Dokument
sestavlja vecˇ datotek, ki so stisnjene v formatu ZIP. Kljucˇne XML datoteke,
ki sestavljajo .odt dokument so:
• content.xml: vsebina dokumenta in samodejni stili,
• styles.xml: stili, uporabljeni v vsebini dokumenta, in samodejni stili,
ki so uporabljenih znotraj stilov samih,
• meta.xml: opisni (ang. meta) podatki dokumenta kot so avtor ali cˇas
zadnjega shranjevanja datoteke in
• settings.xml: aplikativno specificˇne nastavitve kot so velikost okna
ali informacije o tiskalniku.
4.2 Primerjava na besedilnem nivoju
Cˇe nas zanimajo le spremembe, ki se nanasˇajo na besedilo, je primerjava
dveh ODT dokumentov sorazmerno preprosta. Za primerjavo je treba naj-
prej pretvoriti oba dokumenta, ki jih zˇelimo primerjati, v besedilni format.
To je najlazˇje narediti z uporabo programa odt2txt. Sicer je za primer-
javo ODT dokumentov na besedilnem nivoju zˇe veliko resˇitev, nekatere so
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celo vkljucˇene v dolocˇene urejevalnike takih dokumentov (npr. LibreOffice,
OpenOffice,. . . ).
Program odt2txt je orodje, ki deluje v ukazni lupini. Sluzˇi kot preprost pre-
tvornik .odt dokumentov v besedilne datoteke. Napisan je v programskem
jeziku C in izdan pod licenco GPL-2. Omogocˇa nam, da iz .odt dokumenta
(ustvarjenega s pomocˇjo Libre Office, OpenOffice, StarOffice, KOffice,. . . )
izlusˇcˇimo besedilni del.
V naslednjem koraku je potrebno primerjati izhodiˇscˇni datoteki besedilnega
formata. Slednje je mogocˇe preprosto izvesti z uporabo Unix programa
diff.
Skupek vseh potrebnih korakov lahko zdruzˇimo v bash skripto in jo po-
imenujemo odtCmp (glej izvorno kodo 4.1), ki kot vhodne parametre sprejme
datoteki, ki ju zˇelimo primerjati.
Izvorna koda: 4.1: skripta odtCmp
1 #!/bin/bash
2 file1=${1};
3 file2=${2};
4 txtFile1=’/tmp/odtDiff_f1’;
5 txtFile2=’/tmp/odtDiff_f2’;
6 odt2txt $file1 > $txtFile1;
7 odt2txt $file2 > $txtFile2;
8 diff $txtFile1 $txtFile2;
9 rm $txtFile1;
10 rm $txtFile2;
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Slika 4.1: Pregled dokumenta
file1.odt z LibreOffice
Slika 4.2: Pregled dokumenta
file2.odt z LibreOffice
Za pregled razlik med datotekama file1.odt (glej sliko 4.1) in file2.odt
(glej sliko 4.2) izvedemo ukaz za primerjavo s pomocˇjo skripte odtCmp(glej
izvorno kodo 4.2). Prikaz razlike zaradi programa odt2txt ni popolnoma
pravilen, saj ta doda za vsako vrstico eno prazno. Posledica je, da se ob
dodajanju nove vrstice pred njo izpiˇse tudi ena prazna, kar sploh ni tako
motecˇe - morda je celo preglednejˇse.
Izvorna koda: 4.2: Zagon skripte odtCmp
jank@x220:~/odtShell$ ./odtCmp file1.odt file2.odt
4c4,6
< s tremi
---
> s sˇtirimi
>
> zabelezˇenimi
4.3. PRIMERJAVA NA OBLIKOVNEM IN BESEDILNEM NIVOJU 25
4.3 Primerjava na oblikovnem in besedilnem
nivoju
V nekaterih primerih pa primerjava na besedilnem nivoju ne zadostuje. Cˇe
zˇelimo dolocˇen del besedila iz ene na drugo revizijo dodatno izpostaviti, jo
lahko odebelimo, oznacˇimo v drugi barvi, spremenimo tipografijo ali po-
dobno. Skripta odtCmp takih sprememb ne bi zaznala, saj je njen namen le
primerjava sprememb cˇrk in ne oblike besedila.
Kot je bilo recˇeno na zacˇetku poglavja 4.1, se moramo za primerjavo oblike
besedila zavedati strukture ODT dokumentov. Ena izmed mozˇnosti za pri-
merjavo razlicˇice dokumeta, ki je shranjen v shrambi SVN in se razlikuje v
obliki besedila, je izvedljiva v naslednjih treh korakih.
1. Pridobitev zˇeljene razlicˇice dokumenta
2. Izlusˇcˇevanje oblike in besedila iz dokumentov
3. Primerjava izlusˇcˇenih oblik in besedila
4.3.1 Pridobitev zˇeljene razlicˇice datoteke
Pridobitev zˇeljene razlicˇice datoteke iz shrambe SVN je v ukazni vrstici mogocˇa
z ukazom svn cat (glej izvorno kodo 4.3).
Izvorna koda: 4.3: Primer klica ukaza svn cat
svn cat -r 12 file1.odt > file1.odt_r12
• Sˇtevilo 12 predstavlja identifikacijsko sˇtevilko razlicˇice datoteke, ki jo
zˇelimo iz repozitorija SVN pridobiti,
• file1.odt predstavlja ime datoteke, pod katerim je v repozitoriju shra-
njena,
• file1.odt r12 pa predstavlja ime datoteke, v katero zˇelimo shraniti
pridobljeno razlicˇico.
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4.3.2 Izlusˇcˇevanje stila in besedila
Za izlusˇcˇevanje stila in besedila iz datotek, ki jih bomo primerjali, moramo
izdelati program, ki bo po standardih ODT iz zˇeljene datoteke izlusˇcˇil stil
in besedilo. Primer, preko katerega bo implementacija programa predsta-
vljena, je spisan v Java programskem jeziku. Zaznavanje v primeru je na-
rejeno le za stile, ki so dolocˇeni samodejno (samodejni stili). Taki stili so
ustvarjeni, ko uporabnik izbere del besedila in pritisne gumb za odebelje-
vanje, podcˇrtavanje, obarvanje besedila,. . . Cˇe bi zˇeleli zaznavo tudi vnaprej
definiranih stilov (npr. Naslov 1, Naslov 2,. . . ), bi bilo potrebno v iskanje
vkljucˇiti tudi datoteko styles.xml. Vhodni parametri programa so imena
stilov, ki jih zˇelimo izlusˇcˇiti. Cˇe ti niso podani, program za izlusˇcˇevanje
uporabi privzet nabor lastnosti:
• font-weight,
• background-color,
• color,
• font-name,
• font-weight in
• font-size.
Najprej je treba .odt datoteko, iz katere zˇelimo izlusˇcˇiti oblikovne znacˇke
in besedilo, odpreti in prebrati z uporabo knjizˇnice, ki je namenjena za delo
z datotekami .zip formata (v nasˇem primeru java.util.zip). Na polju-
ben nacˇin moramo iz datoteke content.xml, ki se nahaja znotraj poda-
nega .odt dokumenta, poiskati vozliˇscˇe, v katerem so zapisani vsi samodejo
tvorjeni stili, ki so uporabljeni v dokumentu (office:document-content
-> office:automatic-styles). Vsak samodejno tvorjen stil je predsta-
vljen s svojim vozliˇscˇem style:style, ki ima ime zabelezˇeno v lastnosti
style:name. Ta vozliˇscˇa imajo lahko podrejeno vozliˇscˇe style:text-properties,
kjer so shranjeni oblikovni podatki samodejno tvorjenega stila.
V naslednjem koraku iz datoteke content.xml znotraj vozliˇscˇa office:body
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izlusˇcˇimo vsa besedilna vozliˇscˇa text. Vsako tako vozliˇscˇe ima v lastnosti
text:style-name zabelezˇeno ime stila, na katerega se referencira. Besedilna
vozliˇscˇa je mozˇno gnezditi, kar pomeni, da se gnezdijo tudi oblikovne lastnosti
vozliˇscˇ. Proces pridobivanja besedila in vseh oblikovnih lastnosti na poti
do vozliˇscˇa je najenostavneje narediti rekurzivno. Vsakicˇ, ko pridemo do
koncˇnega besedilnega vozliˇscˇa, ustvarimo nov objekt z besedilom vozliˇscˇa in
vsemi najdenimi iskanimi oblikovnimi lastnostmi na poti.
Zadnji korak izlusˇcˇevanja obsega izpis celotnega dokumenta na standardni
izhod (stdout) ukazne vrstice. Ker bo v nadaljevanju narejena primer-
java izhodnih podatkov s standardnim Linux diff orodjem, ki deluje na
osnovi primerjave vrstic, bo zaradi preprostejˇsega razumevanja vsaka beseda
oz. najmanjˇsi cˇlen, za katerega velja dolocˇena oblika, izpisan v svoji vrstici.
Program na standardni izhod izpiˇse vsako besedo oz. najmanjˇsi cˇlen (npr.
beseda testnaBeseda bo prikazana v dveh vrsticah, zaradi razlicˇnih stilov
uporabljenih znotraj besede). Strukturna maska izpisa je sestavljena iz dveh
delov.
(font-weight=bold;background-color=#ffff00;)besedilo
Prvi del v oklepaju predstavlja vse stile in njihove vrednosti, ki so bili zaznani
na poti do besedilnega vozliˇscˇa, locˇene z znakom
”
;“. Drugi del pa je izpisan
neposredno za zaklepajem in predstavlja besedilni del. Izvorna koda Java
programa, ki izvede vse opisane korake, je v diplomskem delu dodana kot
priloga (glej izvorno kodo A.1).
4.3.3 Primerjava izlusˇcˇenih stilov in besedila
Ko imamo program, ki na standardni izhod izpisuje podatke o besedilu in
njegovem stilu, lahko z uporabo diff orodja med seboj primerjamo dva do-
kumenta. Za primerjavo moramo standardni izhod programa sodt2txt.jar
preusmeriti v zacˇasno datoteko, ki bo vsebovala izvlecˇke besedila in oblike
zˇeljenega .odt dokumenta. Primerjava zacˇasnih datotek z orodjem diff,
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ki predstavljata izvlecˇke stilov in besedila .odt dokumentov, je narejena v
okviru programa sodtCmp (glej izvorno kodo priloge 4.4).
Izvorna koda: 4.4: skripta sodtCmp
1 #!/bin/bash
2 file1=${1};
3 file2=${2};
4 styles="";
5 for i in ${@:3}
6 do
7 styles+="$i ";
8 done
9 txtFile1=’/tmp/odtDiff_f1’;
10 txtFile2=’/tmp/odtDiff_f2’;
11 java -jar sodt2txt.jar $file1 $styles > $txtFile1;
12 java -jar sodt2txt.jar $file2 $styles > $txtFile2;
13 diff $txtFile1 $txtFile2;
14 rm $txtFile1;
15 rm $txtFile2;
Slika 4.3: Pregled dokumenta
sFile1.odt z LibreOffice
Slika 4.4: Pregled dokumenta
styleFile2.odt z LibreOffice
Za pregled oblikovnih in besednih razlik med dokumentoma sFile1.odt
(glej sliko 4.3) in sFile2.odt (glej sliko 4.4) izvedemo ukaz za primerjavo s
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pomocˇjo skripte sodtCmp (glej izvorno kodo 4.5). Iz primerjave je razvidno,
da so zaznane spremembe:
• barve pisave pri besedi
”
odt“,
• beseda
”
tremi“ se spremeni v
”
sˇtirimi“,
• besedi
”
vrsticami“ se spremeni velikost pisave in
• na koncu se doda beseda
”
teksta“.
Izvorna koda: 4.5: Zagon skripte sodtCmp
jank@jx220:~sodtShell$ ./sodtCmp sFile1.odt sFile2.odt
2c2
< ()odt
---
> (color=#ff6600;)odt
5,6c5,7
< (font-weight=bold;)tremi
< ()vrsticami
---
> (font-weight=bold;)sˇtirimi
> (font-size=18pt;)vrsticami
> ()teksta
4.3.4 Integracija v sistem SVN
Sedaj lahko vse programe in skripte zdruzˇimo v orodje, ki bo sluzˇilo za pri-
merjavo trenutne delovne razlicˇice dokumenta s poljubnim, ki je shranjen v
shrambi SVN sistema. Da to dosezˇemo, moramo vse dosedanje korake smi-
selno izvesti znotraj nove skripte revCmp (glej izvorno kodo 4.6), ki bo pove-
zovala pridobivanje zˇeljene razlicˇice dokumenta iz shrambe, in klic programa
sodtCmp nad pridobljenim dokumentom in trenutno kopijo dokumenta. In-
tegracija nasˇe skripte v sistem bi bilo mogocˇe s spreminjanjem izvore kode
Apache Subversion. V odseku kode, ki je namenjen za primerjavo, bi bilo
potrebno vgraditi mehanizem, ki bi v primeru .odt datoteke za primerjavo
uporabil nasˇo skripto sodtCmp.
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Izvorna koda: 4.6: skripta revCmp
1 #!/bin/bash
2 file=${1};
3 revis=${2};
4 fileTmp=$(printf "%s_r%s" "$file" "$revis");
5 svn cat -r $revis $file > $fileTmp
6 styles="";
7 for i in ${@:3}
8 do
9 styles+="$i ";
10 done
11 bash sodtCmp $fileTmp $file $styles;
12 rm $fileTmp;
Poglavje 5
Sklepne ugotovitve
Sistemi za nadzor razlicˇic so v svetu programiranja prinesli veliko olajˇsanje
pri organizaciji datotek. S pomocˇjo slednjih si v danasˇnjih cˇasih tezˇko pred-
stavljamo ucˇinkovito vodenje velikih programerskih projektov. Ker je nabor
strukturiranih datotek zˇe zelo obsezˇen, je sistem, ki ga uporabljamo za vo-
denje, smiselno prilagoditi najbolj uporabljeni strukturi dokumenta.
S pomocˇjo skript in programov, ki so predstavljeni v diplomski nalogi, je
mogocˇe v poljuben sistem za nadzor razlicˇic vpeljati program za izracˇun razlik
dveh strukturiranih datotek. Cˇe bi zˇeleli primerjati drug tip strukturiranih
datotek, je potrebno v skripti sodtCmp spremeniti le klic sodt2text.jar, s
poljubnim programom, ki zna strukturiran dokument pretvoriti v besedilni
vrsticˇni zapis.
Za izboljˇsano uporabniˇsko izkusˇnjo bi bilo smiselno dograditi obstojecˇe delo
z graficˇnim uporabniˇskim vmesnikom, ki bi rezultate primerjave prikazoval
na prijaznejˇsi in bolj cˇitljiv nacˇin.
Da bi poljuben sistem za nadzor razlicˇic sˇe dodatno izboljˇsali, bi bilo potrebno
spremeniti nacˇin skladiˇscˇenja strukturiranih datotek. Sistemi namrecˇ nepo-
znane tipe dokumentov shranjujejo v binarni obliki, kar zahteva veliko pro-
stora v shrambi. Vsaka razlicˇica je v primeru takih dokumentov hranjena v
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celoti in ne v obliki mnozˇice sprememb, na podlagi katere je mogocˇe s pomocˇjo
sistema za nadzor razlicˇic poustvariti dokument. Da bi omogocˇili specificˇno
mozˇnost shranjevanja strukturiranih datotek, bi bilo potrebno zgraditi me-
hanizem za poustvarjanje strukturiranih dokumentov na podlagi izvornega
dokumenta in mnozˇice sprememb (pri besedilnih datotekah nam to omogocˇa
orodje patch - glej poglavje 3.2). Mehanizem bi bilo potrebno uporabiti
pri pridobivanju datoteke iz shrambe, v njej pa bi morali biti dokumenti
shranjeni kot mnozˇica sprememb (rezultat programa sodtCmp).
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Dodatek A
Izvorna koda
Izvorna koda: A.1: Izvorna koda Java programa sodt2txt.jar
1 package styleParser;
2
3 import org.jdom2.Attribute;
4 import org.jdom2.Content;
5 import org.jdom2.Document;
6 import org.jdom2.Element;
7 import org.jdom2.Text;
8 import org.jdom2.input.SAXBuilder;
9 import java.util.zip.ZipFile;
10 import java.util.zip.ZipEntry;
11 import java.util.ArrayList;
12 import java.util.Arrays;
13 import java.util.Enumeration;
14 import java.util.HashMap;
15 import java.util.Iterator;
16 import java.util.List;
17 import java.util.Map;
18
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19 public class FileParser {
20
21 public class StyleString {
22
23 private Map<String,String> styles;
24 private String text;
25
26
27 public StyleString(Map<String, String> styles, String text){
28 this.text = text;
29 this.styles = styles;
30 }
31
32 public String getStyles(){
33 StringBuffer sb = new StringBuffer();
34 sb.append(’(’);
35 for (Map.Entry<String,String> entry : styles.entrySet()) {
36 String key = entry.getKey();
37 String value = entry.getValue();
38 sb.append(key);
39 sb.append(’=’);
40 sb.append(value);
41 sb.append(’;’);
42 }
43 sb.append(’)’);
44 return sb.toString();
45 }
46
47 @Override
48 public String toString() {
49 return this.getStyles() + text;
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50 }
51
52 public String[] toWords() {
53 String style = getStyles();
54 ArrayList<String> words = new ArrayList<String>();
55
56 for(String word : text.replaceAll(”\\s+”, ” ”).split(” ”)){
57 words.add(style + word);
58 }
59 return words.toArray(new String[words.size()]);
60
61 }
62
63 }
64
65 private List<Element> stylesList;
66 private ArrayList<StyleString> styleStringList;
67 private String[] searchedAttributes;
68 private String fileName;
69
70
71 /∗CONSTANTS∗/
72 private static final String[] defaultATTRIBS =
73 new String[]{
74 ”font−weight”,
75 ”background−color”,
76 ”color”,
77 ”font−name”,
78 ”font−weight”,
79 ”font−size”
80 };
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81
82 /∗Creates a new instance of OpenOfficeParser ∗/
83 public FileParser(String [] args) {
84 if(args.length == 0 || args[0].equals(”−−help”)){
85 printHelp();
86 System.exit(2);
87 }
88
89 fileName = args[0];
90 if(args.length > 1)
91 searchedAttributes = Arrays.copyOfRange(args, 1, args.length);
92 else searchedAttributes = defaultATTRIBS;
93 }
94
95 //return applied attributes from style list (styles inherit each other!)
96 public Map<String, String> getTextAttributes(List<String> elementStyles){
97 Map<String,String> attributeValues = new HashMap<String,String>();
98
99
100 //NOTE: List of elementStyles must be ordered
101 //from least significant to most significant
102 for(String styleName : elementStyles){
103 for(Element style : stylesList){
104 boolean nameMatch = false;
105 Map<String,String> tmpAttVals = new HashMap<String,String>();
106
107 //Check if attribute name matches with currently treated style
108 for(Attribute attrib: style.getAttributes()){
109 if(attrib.getName().equals(”name”)){
110 //if style−name attribute is not found
111 // within that style, then skip it
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112 if(attrib.getValue().equals(styleName)){
113 nameMatch = true;
114 break;
115 }
116 }
117 }
118
119 /∗if style name is OK, dig deeper into textProperties∗/
120 if(nameMatch){
121 for(Element textProperties : style.getChildren()){
122 if(textProperties.getQualifiedName().equals(
123 ”style:text−properties”)){
124 for(Attribute attrib: textProperties.getAttributes()){
125 //loop through attributes that we are searching for
126 //and set value to map if att is found
127 for(String searchedAttrib : searchedAttributes){
128 if(attrib.getName().equals(searchedAttrib))
129 tmpAttVals.put(searchedAttrib, attrib.getValue());
130 }
131 }
132 }
133 }
134 }
135 //we got ourselves potential attributes from current style,
136 //if attributes value is null − nothing about it was found
137 //if attributes value is NOT null− attribute was found!
138 for(String attributeName : searchedAttributes){
139 String attVal = tmpAttVals.get(attributeName);
140 if(attVal != null)
141 attributeValues.put(attributeName, attVal);
142 }
42 DODATEK A. IZVORNA KODA
143
144 }
145 }
146 //return latest(most important) attributes found.
147 return attributeValues;
148 }
149
150
151
152 //Process text elements recursively
153 public void processElement(Object o, List<String> styles) {
154
155 if (o instanceof Element) {
156
157 Element e = (Element) o;
158 String elementName = e.getQualifiedName();
159
160 //create custom style level for nodes deeper from that recursion point
161 ArrayList<String> sty = new ArrayList<String>();
162 sty.addAll(styles);
163
164 //find if node has attribute we are searching for, add it to sty
165 for(Attribute attrib: e.getAttributes()){
166 if(attrib.getName().equals(”style−name”))
167 sty.add(attrib.getValue());
168 }
169
170 if (elementName.startsWith(”text”)) {
171
172 if(!elementName.equals(”text:s”) &&
173 !elementName.equals(”text:tab”)) {
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174 List<Content> children = e.getContent();
175 Iterator<Content> iterator = children.iterator();
176
177 while (iterator.hasNext()) {
178
179 Object child = iterator.next();
180 //If Child is a Text Node, then append the text
181 if (child instanceof Text) {
182 Text t = (Text) child;
183 styleStringList.add(
184 new StyleString(
185 getTextAttributes(sty),
186 t.getValue()));
187 }
188 else
189 processElement(child , sty); // Recursively process
190 }
191 }
192 }
193 else {
194 List<Content> non text list = e.getContent();
195 Iterator<Content> it = non text list.iterator();
196 while (it.hasNext()) {
197 Object non text child = it.next();
198 processElement(non text child, sty);
199 }
200 }
201 }
202 }
203
204 public void printStyledText() throws Exception {
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205 //Unzip the openOffice Document
206 ZipFile zipFile = new ZipFile(fileName);
207 Enumeration<?> entries = zipFile.entries();
208 ZipEntry entry;
209
210 while(entries.hasMoreElements()) {
211 entry = (ZipEntry) entries.nextElement();
212
213 if (entry.getName().equals(”content.xml”)) {
214
215 SAXBuilder sax = new SAXBuilder();
216 Document doc = sax.build(zipFile.getInputStream(entry));
217 Element rootElement = doc.getRootElement();
218
219 ArrayList<String> styles = new ArrayList<String>();
220 List<Element> childs = rootElement.getChildren();
221 Element bodyElement = rootElement;
222 styleStringList = new ArrayList<StyleString>();
223
224 for(Element el : childs){
225 if(el.getQualifiedName().equals(”office:automatic−styles”))
226 stylesList = el.getChildren();
227 if(el.getQualifiedName().equals(”office:body”))
228 bodyElement = el;
229 }
230
231 processElement(bodyElement, styles);
232 break;
233 }
234 }
235 zipFile.close();
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236 /∗loop through all styled elements found in odt file∗/
237 for(StyleString stylesString : styleStringList){
238 /∗loop through &print all words in styled elements∗/
239 for(String parsedWord : stylesString.toWords()){
240 System.out.println(parsedWord);
241 }
242 }
243 }
244
245 public void printHelp(){
246 System.out.print(”sodt2txt.jar input arguments:”);
247 System.out.print(”fileName [style−attribute1] [style−attribute2] [...]”);
248 System.out.println(”\n”);
249 System.out.print(”In case no arguments are passed in,”);
250 System.out.print(”defaults will be used:”);
251 for(String st:defaultATTRIBS)
252 System.out.println(st);
253 }
254
255 public static void main(String args[]) throws Exception
256 {
257 new FileParser(args).printStyledText();
258 }
259 }
