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Tato práce se věnuje problematice rozpoznávání registračních značek a mojí implementaci
programu na rozpoznávání registračních značek. Nejdříve představím formát registračních
značek v České republice. Následující kapitola je věnována existujícím způsobům řešení jed-
notlivých fází rozpoznávání podle vybraných vědeckých článků. Jádrem této práce je návrh
a implementace programu na rozpoznávaní registračních značek, představím i jednotlivé
použité knihovny, které jsem použil při mém řešení. Nezbytnou součástí vývoje programu
je testování, kterému je taktéž věnována samostatná kapitola. V závěru zhodnotím dosažené
výsledky a navrhnu možná rozšíření.
Abstract
This thesis talks about a license plate recognition problematics and my implementation of
license plate recognition program. At first I introduce a format of license plates in Czech
republic. Next chapter is about existing solutions for each phase of license plate recognition
according to the selected scientific articles. The main part of this thesis is about design
and implementation of license plate recognition program. I also introduce libraries I used in
implementation. Necessary part in software development is testing, which has also its own
chapter. In the final part there is a review of results and proposals for future changes.
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Úvod
V tejto práci sa venujem téme rozpoznávania registračných značiek vozidiel. Táto téma patrí
k oblasti rozpoznávania obrazu a je to veľmi zaujímavá oblasť, ktorá má veľkú perspektívu.
V kapitole 1 popíšem registračné značky v Českej republike, ich najrozšírenejšie druhy a
formáty.
V ďalšej kapitole (2) rozoberiem problematiku rozpoznávania znakov najskôr obecne a
neskôr konkrétne rozpoznávanie znakov z registračných značiek. Takisto tu popíšem všetky
fázy, ktoré sa pri rozpoznávaní znakov z registračných značiek používajú a stručne predsta-
vím pár metód, ktorými je možné požadované výstupy jednotlivých metód dosiahnuť.
V 3. kapitole ukážem návrh mojej aplikácie, slovne popíšem použité metódy a hlavné
časti.
V kapitole 4 predstavím použité vývojové prostriedky, hlavnú pozornosť budem veno-
vať použitým externým knižniciam. Popíšem pre aké účely a ako ich využívam v mojom
programe k bakalárskej práci.
Kapitola 5 je venovaná mojej implementácii, rozoberiem tu podrobnejšie jednotlivé fázy
rozpoznávania s konkrétnymi ukážkami vstupov a výstupov jednotlivých fáz a takisto tu
sú konkrétne ukážky kódu v zaujímavejších pasážach.
V kapitole 6 popíšem postup testovania môjho programu, uvediem konkrétne testovacie
scenáre a príklady ich vstupov. Takisto tu zhodnotím celkovú úspešnosť, ktorú som zistil
po otestovaní všetkých dátových sád s fotkami automobilov.
V poslednej kapitole (7) zhrniem výsledky mojej práce a načrtnem ďalšie možné rozší-





Povinné značenie motorových vozidiel registračnými značkami má na území Českej repub-
liky dlhú históriu. Zákon, ktorý to ustanovoval, vstúpil do platnosti v Rakúsko-Uhorsku
7.1.1906 [7]. Odvtedy značky prekonali dlhý vývoj a prešli zmenami, ktorými sa však v mo-
jej práci nebudem podrobnejšie zaoberať. Zaoberať sa budem ich súčasnou podobou.
1.1 Súčasná podoba značiek
Značky v súčasnej podobe existujú od 17.6.2001, kedy vstúpil do platnosti zákon č.56 [3]
a vykonávacia vyhláška č.243/2001 [1]. Táto vyhláška priniesla viacero zmien. Zmenil sa
oficiálny názov značiek zo štátnych poznávacích značiek (ŠPZ) na registračné značky (RZ).
Takisto sa zmenil formát značiek. Existuje viacero typov registračných značiek.
Vlastnosti spoločné pre všetky registračné značky v ČR:
• značka obsahuje 5 až 7 znakov
• aspoň 1 znak musí byť číslo a 1 písmeno
• písmeno najviac vľavo označuje kód kraja
• z písmen sa na značkách nepoužíva písmeno O kvôli zameniteľnosti s 0 (nulou) a
písmená G,Q,W
Konkrétne sa budem zaoberať iba štandardnou značkou, ktorá sa používa pre osobné a
nákladné vozidlá, autobusy, špeciálne vozidlá a prípojné vozidlá. Jej súčasnú podobu mô-
žete vidieť na obrázku ??.
Obrázok 1.1: Príklad registračnej značky
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Táto značka má rozmery 520 x 110 mm. Naľavo obsahuje modrý pás EÚ s dvanástimi
žltými hviezdami, znázorňujúcimi vlajku EÚ a rozlišovací znak ČR. V prípade tejto značky
platí, že na druhej pozícii je kódové označenie kraja (prípadne aj na tretej pozícii ešte môže

















Tabuľka 1.1: Kódy krajov
Štandardná značka existuje aj v iných rozmeroch, napr. pre traktory, motocykle, alebo
mopedy. Týmito značkami sa ďalej nebudem zaoberať. Uvediem však príklady na špeciálne
typy registračných značiek:
• RZ pre vozidlá, ktorých vlastníci majú diplomatické alebo konzulárne výsady a imu-
nitu
Obrázok 1.2: Diplomatická registračná značka [2]
• RZ pre vozidlá, ktoré sú určené k trvalému vývozu do zahraničia
Obrázok 1.3: Registračná značka pre vývoz do zahraničia [2]
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• RZ pre traktor a jeho prípojné vozidlá
Obrázok 1.4: Registračná značka pre traktor [2]
• RZ pre jednorázové použitie s obmedzenou platnosťou
Obrázok 1.5: Jednorázová registračná značka [2]
• RZ pre historické, alebo športovo historické vozidlá




znakov z registračných značiek
vozidiel
V tejto kapitole priblížim problematiku rozpoznávania znakov a konkrétne sa budem veno-
vať rozpoznávaniu znakov z registračných značiek vozidiel.
2.1 Rozpoznávanie znakov
Rozpoznávanie znakov (anglicky Optical Character Recognition, alebo v skratke iba OCR)
je spôsob, ako previesť text, ktorý je uložený napríklad vo forme fotky do editovateľnej
formy, napríklad textového reťazca. Má to široké využitie, napríklad pri skeneroch, kde
dokáže previesť rukou písaný text do elektronickej podoby atď. V tejto práci sa venujem
rozpoznávaniu znakov z registračných značiek vozidiel. V praxi sa to používa napríklad
na parkoviskách na automatickú detekciu príchodzích áut, ako prevencia proti krádeži, na
monitorovanie a následnú analýzu niektorých úsekov ciest atď.
2.2 Fázy rozpoznávania
V tejto podkapitole priblížim a obecne popíšem fázy rozpoznávania registračných značiek.
Tieto poznatky som čerpal z vybraných vedeckých článkov. Rozpoznanie samotných znakov
z registračnej značky sa väčšinou skladá z nasledujúcich krokov:
• Detekcia registračnej značky v obraze
• Segmentácia jednotlivých znakov z registračnej značky
• Čistiaca fáza
• Klasifikácia znakov
Priblížim jednotlivé kroky a popíšem rôzne spôsoby ich riešenia.
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2.2.1 Detekcia registračnej značky
Táto fáza je počiatočná fáza pri rozpoznávaní značiek. Ako vstup tejto fáze slúži fotka, na
ktorej je potrebné presne lokalizovať značku. Dá sa to implementovať rôznymi metódami,
každá z nich sa hodí na iné situácie a má špecifické výhody a obmedzenia.
V článku Vyhodnotenie algoritmov na rozpoznanie registračných značiek [10] sú porov-
nané tieto algoritmy na detekciu:
1. Houghova transformácia
Tento algoritmus je veľmi efektívny pri hľadaní čiar v binárnom obraze. Princíp jeho
činnosti spočíva v tom, že hľadá 2 paralelné čiary, ktoré sú kandidátmi na registračnú
značku. Je však veľmi pomalý, prehľadávanie binárneho obrázku vo vyššom rozlíšení
mu trvá príliš dlho(dá sa to trochu zlepšiť úpravou obrazu pred samotnou detek-
ciou). Pre zlepšenie jeho výkonu sa zvykne používať v kombinácii s algoritmom na
analýzu kontúr. Tento algoritmus detekuje uzavreté oblasti z obrázka, na ktorý sa
predtým použila detekcia hrán. Na tieto oblasti sa potom aplikuje Houghova trans-
formácia. Keďže použitím algoritmu na analýzu kontúr sa výrazne zmenšila oblasť
na prehľadávanie, je potrebné omnoho menej času na Houghovu transformáciu, bez
zmeny úspešnosti.
2. Gáborova transformácia
Gáborov filter je nástroj na analýzu textúry. Textúra registračnej značky (celého jej
obsahu) je použitá na detekciu. Táto metóda má výhodu, že je nezávislá od veľkosti
značky a uhla otočenia značky. Pokiaľ chceme detekovanú značku extrahovať z ob-
razu, najprv použijeme prahovanie na získanie binárneho obrázka, potom diletáciu
na oddelenie spojení medzi susedným oblasťami a detekovanú značku extrahujeme.
3. Morfologické algoritmy
Morfológia analyzuje obraz na základe tvaru. Každý tvar má tzv. štrukturálny element
a morfologické operátory ho používajú k analýze obrazu. Registračné značky majú
obdĺžníkový tvar, čiže morfológia pri detekcii značky hľadá tento tvar. Keďže sa týmto
spôsobom môže detekovať viac objektov v obraze, používajú sa rôzne spôsoby filtrácie,
napríklad pomer výšky a šírky atď. Postup detekcie značky touto metódou:
• Konverzia farebného obrázka na šedotónový
• Aplikácia Sobelovej detekcie hrán
• Použitie tzv. zatvorenia (anglicky closing) - je to opak k otvoreniu, čiže sa najprv
aplikuje diletácia a potom erózia (tieto pojmy som definoval v podkapitole
3.2.2.1)
• Vyčistenie šumu
Táto metóda je síce výpočetne trochu náročnejšia, ale jednoduchá na implementáciu.
4. AdaBoost
Posilnenie (anglicky boosting) je metóda pre zlepšenie úspešnosti ľubovoľného učia-
ceho sa algoritmu [9]. Jej princíp spočíva v tom, že potrebuje viacero tzv. slabých
klasifikátorov na natrénovanie tzv. silného klasifikátora. Využitie AdaBoost-u je ok-
rem detekcie značiek aj detekcia tváre a objektov v obraze. Tento algoritumus je
založený na trénovaní a na svoje natrénovanie potrebuje veľkú dátovú sadu ručne
extrahovaných značiek z fotiek. Medzi jeho hlavné nevýhody patrí, že je závislý od
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uhla pohľadu a veľkosti značky. Takisto je pomerne pomalý, čiže sa nedá využiť v
aplikáciach bežiacich v reálnom čase (anglicky real-time applications).
5. Metóda založená na detekcii hrán s farebnou výpomocou (anglicky Edge-based and
Color-aided Model)
Táto metóda sa skladá z dvoch krokov. Prvým z nich je úprava obrázka (anglicky
preprocessing). Jej princíp spočíva vo vylepšení kvality pomocou intenzity rozptylu
a hustoty hrán. Po tejto fáze prichádza na rad samotná lokalizácia značky, ktorá sa
skladá z týchto krokov:
• Určenie vertikálnej hustoty hrán
• Návrh filtra na porovnávanie
• Rozšírenie oblasti
• Extrahovanie značky na základe morfológie
Pre účely vylepšenia úspešnosti sa tu používa farebná analýza značky. Využíva sa pri
nej to, že farebný model značiek sa líši podľa regiónov.
2.2.2 Segmentácia znakov
Ďalšou fázou pri rozpoznávaní značiek je segmentácia znakov. Vstupom pre túto fázu je
lokalizovaná a extrahovaná značka. V tejto fáze prebieha lokalizácia jednotlivých znakov a
ich extrahovanie.
V článku [4] je predstavená zaujímavá metóda na segmentáciu. Táto metóda sa používa
na fotky značiek, ktoré sú dosť poškodené. Jej princíp spočíva v tom, že pred samotnou
segmentáciou znakov sa pomocou histogramu detekujú jednotlivé časti znakov, ktoré sú
rozdelené na viac častí a tieto časti sa spoja.
Na vyriešenie problémov s prekrývajúcími sa časťami rôznych znakov sa používa morfo-
logická operácia, ktorá sa nazýva zahustenie (anglicky thickening) [6]. Táto operácia využíva
diletáciu, ale tak, aby nespojila susedné objekty dokopy.
Zahustenie sa dá implementovať dvoma spôsobmi:
1. Dvojfázová diletácia:
Prvý krok je diletácia, ale s tým rozdielom, že sa iba vyhľadajú pixely, ktoré sú
kandidátmi pre vyplnenie. Druhým krokom je, že označené pixely z prvého kroku,
ktoré môžu byť vyplnené bez toho, aby spojili dokopy susedné objekty, sú vyplnené
a zvyšné pixely ostanú nepozmenené.
2. Vytvorenie doplnkového obrázka a použitie tzv. riedenia (anglicky thinning) [6] na
pozadie.
Na segmentáciu spojených znakov sa používa riedenie. Je to použitie erózie, ale takým
spôsobom, aby sa nenarušili hranice objektu.
Riedenie pozostáva z dvoch krokov:
1. Aplikácia erózie, ale s tým rozdielom, že sa iba vyhľadajú a označia kandidátne body
na odstránenie.
2. Body, ktoré boli označené v predchádzajúcom kroku sa odstránia, iba pokiaľ to ne-
naruší ich spojitosť.
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Napriek tomu, že táto metóda sa dokáže vysporiadať so znakmi, ktoré sú rozdelené na
viac častí, prekrývajú sa alebo dotýkajú, nie je použiteľná pre aplikácie rozpoznávajúce
značky v reálnom čase, pretože je výpočetne veľmi náročná.
Ďalšia zaujímavá metóda je predstavená v článku [8]. Táto metóda využíva tzv. Skryté
Markovove reťazce (anglicky Hidden Markov Chains). Skryté Markovove reťazce sú tu pou-
žité na modelovanie stochastického vzťahu medzi vstupným obrázkom a príslušnými vyseg-
mentovanými znakmi. Segmentácia tu je vyjadrená ako problém maximálneho a posteriori
(z latinčiny, v preklade znamená
”
na základe skúseností“) odhadu. Tento problém vedie
k maximálnemu a posteriori odhadu sekvencie značiek z množiny prípustných sekvencií.
Algoritmus založený na tejto metóde bol testovaný s dátovou sadou pochádzajúcou zo sku-
točného systému na rozpoznávanie značiek a mal veľmi vysokú úspešnosť.
V článku [11] sa používa na segmentáciu znakov tzv. vektorové kvantovanie (anglicky
vector quantization). Vektorové kvantovanie je proces, ktorý priradí hodnoty pixelov do jed-
ného z konečného počtu vektorov [11]. V tejto metóde sa na rozdelenie vektorovej množiny
používa binárny rozdeľovací strom (anglicky binary split tree). Výsledkom po vektorovom
kvantovaní je binárny obrázok, na ktorý sa aplikuje analýza súvislých častí na získanie
jednotlivých znakov.
Posledný článok v tejto podkapitole je [12]. Metóda použitá v tomto článku je založená
na stĺpcovom profile (anglicky column profile). Jednotlivé fázy tejto metódy:
• Konverzia pôvodného obrázka na šedotónový
• Vytvorenie stĺpcového profilu (keďže skúmané obrázky majú biele pozadie a tmavé
znaky tak predpokladáme, že oblasť znaku bude tmavšia ako oblasť znaku)
• Vystrihnutie jednotlivých znakov v miestach, kde je tento profil najvyšší
2.2.3 Čistiaca fáza
Táto fáza slúži na úpravu znakov po segmentácii, aby pri znakoch neostávali časti, ktoré tam
nepatria a mohli by skomplikovať rozpoznávanie (rôzne nečistoty, okraje značky atď.). Nie
všetky algoritmy však majú túto fázu implementovanú, pretože výstupom ich segmentačnej
fázy sú samotné znaky bez prebytočných oblastí. Uvediem však príklad jedného algoritmu,
kde je táto fáza implementovaná a popíšem ju.
Vyššie spomenutý algoritmus je popísaný v článku [12].
Jednotlivé kroky v tejto fáze:
1. Konverzia šedotónového obrázka na čiernobiely
2. Odstránenie všetkých riadkov a stĺpcov obsahujúcich iba čierne pixely (sú to okraje
značky)
3. Odstránenie malých skupín čiernych pixelov (nečistoty)
Výstupom tejto fázy je vstupný šedotónový obrázok, na ktorom sú tieto pixely zamenené
s pixelmi pozadia.
2.2.4 Klasifikačná fáza
V tejto fáze prebieha samotné rozpoznanie znakov z registračnej značky. Vstupom pre
klasifikačnú fázu sú jednotlivé vysegmentované znaky (ktoré môžu byť prípadne upravené
v čistiacej fáze).
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V článku [12] je na klasifikáciu použitá metóda, ktorá skúma tvar znakov a ich rysy.
Na analyzovanie rysov sa používa viacero metód, z ktorých každá dokáže sledovať iný rys.
Medzi sledované rysy patrí napr. sledovanie počtu vrcholov v riadkovom a stĺpcovom pro-
file, počet ukončujúcich bodov znaku atď. Existujú však znaky, ktoré majú všetky tieto
charakteristiky rovnaké (napr. 6 a 9). V týchto prípadoch sa zavádzajú ešte ďalšie charak-
teristiky na rozlíšenie medzi nimi. Napriek tomu, že tento algoritmus dokáže celkom dobre
riešiť rozpoznávanie podobných znakov, tak niektoré znaky sú pomocou neho stále tažko
rozlíšiteľné (konkrétne 8 a B, 0 a D, 2 a Z).
Článok [13] ukazuje zaujímavú implementáciu klasifikačnej fázy. Táto implementácia
sa líši od ostatných, ktoré tu rozoberám tým, že pre klasifikáciu nepotrebuje ako vstup
jednotlivé vysegmentované znaky, ale iba lokalizovanú značku. Je to dosiahnuté tým, že
používa tzv. pohybujúce sa okno (anglicky moving window), v kombinácii s porovnávaním
podľa predlôh (anglicky template matching). Metóda porovnávania podľa predlôh nie je
výpočetne veľmi náročná a má dostatočne vysokú úspešnosť, dá sa teda použiť v aplikáciach
rozpoznávajúcich značky v reálnom čase. Jej princíp spočíva v tom, že existuje sada predlôh.
Táto sada obsahuje všetky znaky, ktoré sa na značke daného typu môžu vyskytovať. Potom
pomocou týchto predlôh dokáže identifikovať objekty v obraze. Pre porovnávanie podľa
predlôh je dôležité, aby všetky predlohy mali jednotnú veľkosť a tak isto aby všetky značky
boli jednotné. Existuje viacero možností implementácie porovnávania podľa predlôh a každá
z nich sa hodí pre iné podmienky. V tomto konkrétnom prípade je to implementované tak,
že najprv sa vytvorí pohybujúce sa okno, ktorom je predloha. Takisto sa vytvorí obrázok
na pozadí a tým je samotná značka. Okno s predlohou sa posúva ponad obrázok značky
a počíta sa súčet štvorcových rozdielov pre každú polohu pohybujúceho sa okna. Pokiaľ
narazíme na bod, v ktorom je tento súčet rozdielov menší, ako nastavený prah, našli sme
zhodu a pokračujeme v hľadaní ďalšieho znaku (ak nebol posledný).
V článku [4] sa na klasifikáciu znakov používajú pravdepodobnostné neurónové siete
(anglicky probabilistic neural networks). Neurónové siete predstavujú jeden z prístupov
rozpoznávania podľa vzorov (anglicky pattern recognition). Ich počiatky boli inšpirované
biologickým nervovým systémom. Neurónová sieť je sústava prepojených identických uzlov,
z ktorých každý vykonáva relatívne jednoduché operácie [4]. Uzly v neurónových sieťach sú
usporiadané do vrstiev (anglicky layers). Počet vrstiev môže byť rôzny, ale každá neurónová
sieť má tieto tri druhy vrstiev:
1. Vstupná vrstva - obsahuje toľko uzlov, koľko existuje parametrov na to, aby dokázal
byť daný objekt úspešne rozpoznaný
2. Skryté vrstvy (anglicky hidden layers) - vrstvy medzi vstupnou a výstupnou vrstvou
3. Výstupná vrstva - posledná vrstva v sieti, má toľko uzlov v sieti, koľko je tried (an-
glicky class) na rozpoznávanie
Každý uzol prijíma viacero vstupov, ktoré získava z iných uzlov v sieti. Tieto vstupy
potom sčíta a vygeneruje skalárny výsledok, ktorý posiela ďalej v sieti. Pri sčítavaní jed-
notlivých uzlov berie do úvahy ich váhy (nie každý vstupný parameter musí mať rovnaký
vplyv na konečný výsledok klasifikácie). V tomto konkrétnom článku, je architektúra siete
nasledovná:
1. 108 uzlov tvorí vstupnú vrstvu - každý uzol zodpovedá jednému vstupnému vektoru
2. 180 uzlov tvorí skrytú vrstvu - zodpovedá to počtu použitých trénovacích vzorov (pre
každý z 36 znakov, ktoré sa môžu objaviť na značke, je použitých 5 vzorov)
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3. 36 uzlov - každý uzol zodpovedá jednému z 36 znakov, ktoré sa môžu objaviť na
značke
Stredná (skrytá) vrstva reprezentuje neurónovú implementáciu Bayesovho klasifikátora,





V tejto kapitole priblížim návrh mojej aplikácie a jej základnú charakteristiku a obmedzenia.
3.1 Charakteristika a obmedzenia mojej aplikácie
Môj program je desktopová aplikácia, ktorá rozpoznáva registračné značky vo formáte po-
písanom v kapitole číslo 1. Zameral som sa iba na značky štandardných rozmerov, pre ktoré
platia obmedzenia popísané tu 1.1. Nerozpoznávam starší typ registračných značiek, ktorý
platil pred 17.6.2001. Tieto obmedzenia využívam aj pri validácii rozpoznaných registra-
čných značiek. Odporúčané rozlíšenie fotky je 3,2 Mpix (2048 x 1536 pixelov).
3.2 Fázy rozpoznávania registračných značiek
V týchto podkapitolách uvediem aké problémy som musel riešiť pri jednotlivých fázach.
Takisto ukážem jednotlivé vstupy a výstupy týchto fáz.




V anotovacom móde užívateľ môže iba ručne označiť značku v obraze, ako je to popísané
v nasledujúcej kapitole.
V testovacom móde prebiehajú ostatné fázy rozpoznávania značky automaticky bez
potreby interakcie s užívateľom (na lokalizáciu značky sa použivajú dáta získane z anoto-
vacieho módu).
3.2.1 Detekcia značky
Prvý krok k úspešnému rozpoznaniu registračnej značky je jej dobrá detekcia v obraze. V
mojom programe nemám implementovanú automatickú detekciu, tým pádom táto fáza ako
jediná potrebuje interakciu s užívateľom. Vstup pre túto fázu môžete vidieť na obrázku 3.1.
Značky užívateľ označí tak, že klikne (presne v tomto poradí) na ľavý horný roh značky,
pravý horný roh značky a ľavý dolný roh značky. Tieto súradnice si ukladám do XML
súboru. Takisto si do neho ukladám skutočný text na registračnej značke (slúži pre potreby
testovania) a dodatočnou poznámkou o značke (pokiaľ je niečím výnimočná). Tieto dve
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Obrázok 3.1: Vstup pre fázu detekcie značiek
informácie si však užívateľ musí zadať sám ručnou editáciou XML súboru. XML súbor s
anotačnými informáciami si vytváram pre každú fotku osobitný a už ďalej sa jeho obsah
nemení (ani pri testoch).
Pri opätovnom spustení programu (v testovacom móde) sa prečíta obsah XML súboru,
z prislúchajúcej fotky sa lokalizuje poloha registračnej značky podľa užívateľom zadaných
bodov a táto značka sa uloží ako obrázok, ktorý je vstupom pre ďalšiu fázu.
3.2.1.1 Problém orotovaných fotiek
Problémom pri lokalizácii však môže byť skutočnosť, že väčšina fotiek je orotovaná (hori-
zontálne alebo vertikálne). To by sťažilo prácu pri segmentovaní znakov a rozpoznávaní, tým
pádom musím značku transformovať tak, aby som eliminoval tieto vplyvy. Tento problém
riešim geometrickou transformáciou (konkrétne afinnou transformáciou). Pomocou geomet-
rických transformácií je možné obraz posunúť, zmeniť jeho veľkosť, rotovať, prípadne de-
formovať.
Geometrické transformácie sa rozdeľujú na 2 skupiny [5]
• Afinné transformácie: transformácie, ktoré sa dajú vyjadriť násobením matíc a vek-
torom posunutia. Využívajú sa pri nich matice veľkosti 2x3
• Perspektívne transformácie (ináč nazývané aj homografie): transformácie, ktoré vy-
užívajú maticu veľkosti 3x3.
Pre účely mojej aplikácie je potrebné značky iba otočiť o potrebný počet stupňov, ďalšie
operácie s obrázkom nerobím. Výstup tejto fázy môžeme vidieť na obrázku 3.2.
Obrázok 3.2: Výstup detekčnej fázy
14
3.2.2 Segmentácia znakov
Táto fáza a ďalšie nasledujúce prebiehajú bez interakcie s užívateľom. Vstupom pre túto
fázu je výstup z fázy detekcie značky, ktorý môžeme vidieť na obrázku 3.2. Segmentáciu
jednotlivých znakov som sa rozhodol riešiť pomocou analýzy kontúr.
3.2.2.1 Úprava značky
Pred samotnou analýzou kontúr prevádzam úpravu značky (anglicky preprocessing). Je to
potrebné preto, aby som pri segmentácii dostal presný výsledok a eliminoval možné rušivé
vplyvy na značke, ktoré by mohli viesť k tomu, že by som nevysegmentoval všetky znaky
úspešne.
V prvom kroku si načítam značku v šedotónovom odtieni (anglicky grayscale). Takto
načítaná značka je na obrázku 3.3.
Obrázok 3.3: Značka v šedotónovom odtieni
Potom prevediem tzv. vyhladenie (anglicky smoothing), ktoré je na obrázku 3.4. Vyhla-
denie prevádzam preto, aby som sa zbavil nečistôt a šumu na fotke.
Obrázok 3.4: Značka po aplikácii vyhladenia
Ďalším krokom je prahovanie (anglicky thresholding). Táto úprava slúži k tomu, aby
som dostal binárny obrázok, pretože ho potrebujem k ďalším úpravám. Prahovanie [14] je
metóda, ako určiť, ktoré objekty patria do scény a ktoré nie. Princíp spočíva v tom, že sa
určí rozsah hodnôt svetlosti v originálnom obrázku. Tie hodnoty, ktoré sú v rozsahu patria
do scény a zvyšné pozadiu. Keďže výstupný obrázok je po prahovaní binárny, používa sa
čierna a biela farba na rozlíšenie scény a pozadia. Hodnôt svetlosti je 2n, kde n je počet
bitov obrázku. Ja používam 8-bitový šedotónový obrázok, tým pádom je týchto hodnôt 256
(rozsah je od 0 do 255). Spodnú hranicu pre prahovanie určujem individuálne pre každý
obrázok. Výsledok prahovania je na obrázku 3.5.
Obrázok 3.5: Značka po prahovaní
Poslednou úpravou pred samotnou detekciou kontúr je aplikácia morfologických filtrov.
Matematická morfológia je sada operácií nad binárnymi obrázkami, vychádzajúca z
množinových postupov [6]. Základné operácie sú jednoduché, ale ich spojením sa dajú
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dosiahnuť komplexnejšie veci. Vo všeobecnosti platí, že morfologické spracovanie obrazu
pracuje na podobnom princípe ako konvolúcia.
Základné morfologické operácie:
• Erózia: Je užitočná pri segmentácii na odstraňovanie objektov, ktoré sú príliš malé
(obrázok 3.6).
• Diletácia: Vypĺňa medzery vo vysegmentovaných objektoch (obrázok 3.7).
Obrázok 3.6: Erodovaná značka
Obrázok 3.7: Značka po diletácii
Použitie erózie a následne diletácie sa nazýva otvorenie (anglicky opening). Tento proces
má za následok eliminovanie malých a úzkych objektov a vyhladenie hrán veľkých objek-
tov bez väčších zmien ich oblasti. Opačný proces k otvoreniu je tzv. zatvorenie (anglicky
closing). Pri tomto procese sa najprv aplikuje diletácia a potom erózia. Má to za násle-
dok vyplnenie malých a úzkych dier v objektoch, spojenie priľahlých oblastí a vyhladenie
obrysov objektov bez väčších zmien ich oblasti.
Týmto je ukončená fáza úpravy obrazu pred samotnou segmentáciou a nasleduje fáza
analýzy kontúr.
3.2.2.2 Analýza kontúr
Vstupom pre analýzu kontúr je obrázok 3.7.
Kontúra je zoznam bodov, ktoré reprezentujú krivky v obraze. V tomto konkrétnom
prípade ma zaujímajú iba vonkajšie krivky, pretože potrebujem určiť polohu jednotlivých
znakov z registračnej značky.
Po analýze kontúr a ich aproximácii (detailnejšie informácie v kapitole 5) som detekoval
ohraničujúce obdĺžniky, okolo každej nájdenej kontúry (obrázok 3.8).
Obrázok 3.8: Detekovanie kontúr bez filtra
Je tu však vidno, že samotná analýza kontúr nestačí, pretože na značke je detekovaných
viac objektov, ako je samotných znakov. Preto som aplikoval jednoduchý filter, ktorý filtruje
kontúry podľa veľkosti (môžem si to dovoliť, pretože pri rotácii značky si ju upravím tak,
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že každá značka má približne rovnakú predom danú veľkosť). Detekcia kontúr po aplikácii
tohoto filtra je na obrázku 3.9. Po tejto úprave stačí iba jednotlivé znaky uložiť. Konečný
výstup segmentačnej fázy je na obrázku 3.10.
Obrázok 3.9: Detekovanie kontúr s filtrom
Obrázok 3.10: Výstup segmentačnej fázy
3.2.3 Úprava jednotlivých získaných znakov
Táto fáza slúži k finálnej úprave jednotlivých znakov pred samotným rozpoznávaním. Pre-
bieha tu odstraňovanie osamotených pixelov, nečistôt v obraze atď. Túto fázu nemám im-
plementovanú, pretože pre môj spôsob riešenia to nebolo potrebné.
Dôvody, prečo ju nepotrebujem sú nasledujúce:
• Výstupom segmentačnej fázy sú jednotlivé znaky bez prebytočných častí
• Pri klasifikačnej fáze sa o úpravu znakov, do podoby v akej ich potrebuje na rozpoz-
návanie, postará Tesseract OCR
3.2.4 Klasifikácia znakov
Túto fázu som vyskúšal riešiť viacerými metódami. Ako najvhodnejšie pre moje účely mi
prišlo použitie knižnice Tesseract OCR, popísanej v kapitole 4. Takisto som tu popísal
dôvody, ktoré ma presvedčili, že je to vhodný prostriedok.
Vstupom pre túto fázu sú jednotlivé znaky, získané zo segmentačnej fázy (obrázok 3.10).
3.2.4.1 Princíp fungovania knižnice Tesseract OCR
Nasledujúce informácie som čerpal z prehľadu o knižnici Tesseract OCR od Smitha [15].
Fázy klasifikácie znakov pomocou Tesseract OCR:
1. Načítanie obrázka - Obrázok môže byť farebný alebo v šedotónovom odtieni. Na tento
obrázok sa aplikuje adaptívne prahovanie. Pojem prahovanie som už vysvetlil pri seg-
mentačnej fáze, konkrétne úprave znakov (podkapitola 3.2.2.1). Adaptívne prahovanie
funguje na podobnom princípe. Rozdiel je v tom, že pri adaptívnom prahovaní majú
jednotlivé časti obrázka rozdielny prah. Pre každú časť obrázka sa najprv vypočíta
tento prah a potom sa prahujú podľa týchto hodnôt. Výsledkom je binárny obrázok.
2. Detekcia a analýza obrysov, združovanie obrysov do tzv. kvapiek (anglicky blobs).
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3. Kvapky sú rozdelené do riadkov, prebieha analýza riadkov, či obsahujú proporčný
(rôzne písmená majú rôznu šírku) alebo neproporčný text (všetky písmená majú rov-
nakú šírku) - Je to nezávislé na zošikmení riadkov. Vďaka použitému algoritmu nie je
potrebné riadky otáčať do správnej polohy.
4. Rozdelenie riadkov do slov (podľa medzier medzi písmenami).
5. Prvá fáza rozpoznávania - Všetky slová sa analyzujú statickým klasifikátorom. Slová,
ktoré sú úspešne rozpoznané v tejto fáze, sa stávajú trénovacími dátami pre adaptívny
klasifikátor.
6. Druhá fáza rozpoznávania - Slová, ktoré sa nepodarilo úspešne rozpoznať v prvej fáze,
sú znovu prechádzané adaptívnym klasifikátorom. Tento klasifikátor bol natrénovaný
slovami, ktoré boli úspešne rozpoznané v prvej fáze rozpoznávania.
3.3 Ukladanie výsledkov
Výsledky si ukladám do XML súborov. Výsledky sa delia na jednotlivé výsledky (vytvárané
pre každú fotku po jej rozpoznaní) a sumárny výsledok (vytvorený z jednotlivých výsledkov
po otestovaní všetkých fotiek).
3.3.1 Jednotlivé výsledky
V tejto podkapitole uvediem formát XML súboru pre ukladanie jednotlivých výsledkov.
Do tohoto súboru si ukladám nasledujúce údaje:
• Skutočný text značky (získaný z anotačného súboru), rozpoznaný text a informáciu,
či sa rovnajú
• Aké preklepy nastali na akých pozíciach
• Istota, s ktorou sa rozpoznali jednotlivé znaky
• Čas, za ktorý sa vykonala segmentačná fáza
• Čas, za ktorý sa vykonala klasifikačná fáza
• Názov súboru
• Informáciu, či sa úspešne vysegmentovali všetky znaky
3.3.2 Sumárny výsledok
V tejto podkapitole uvediem formát XML súboru pre ukladanie sumárneho výsledku, ktorý
získavam z jednotlivých dielčich výsledkov.
Štruktúra tohto XML súboru je nasledovná:
• Počet a percento úspešne rozpoznaných značiek
• Počet a percento neúspešne rozpoznaných značiek
• Priemerný čas, za ktorý prebehla segmentácia znakov
• Priemerný čas, za ktorý prebehla klasifikácia znakov
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• Počet súborov, v ktorých zlyhala segmentácia znakov
• Názvy súborov, v ktorých zlyhala segmentácia znakov
• 10 najčastejšie sa vyskytujúcich chýb v rozpoznávaní znakov, ich počet a názvy sú-
borov, v ktorých sa tieto chyby stali
Takisto mám implementovaný export tohoto XML súboru do formátu HTML. V tomto
HTML súbore sa dá kliknúť na názvy súborov s chybami v segmentácii a v rozpoznávaní
a ihneď si ich zobraziť v prehliadači. Tým pádom užívateľ nemusí prehľadávať disk aby ich




V tejto kapitole priblížim jednotlivé použité vývojové prostriedky, možnosti ich využitia a
hlavné výhody.
4.1 Microsoft Visual Studio 2010
Keďže môj program je desktopová aplikácia pre Windows, napísaná v programovacom ja-
zyku C++, mojím prvým rozhodnutím bolo nájsť si vhodné vývojové prostredie. Pre Win-
dows existuje viacero alternatív, napr. NetBeans1, Code::Blocks2 atď. Môj výber však padol
na Microsoft Visual Studio 2010 3.
Microsoft Visual Studio 2010 je dostupné v celej rade produktov a od toho závisí aj ich
licencovanie. Rozdelenie Microsoft Visual Studia 2010 podľa licencovania:
• Produktová rada Express:
Táto produktová rada je zadarmo a každý produkt sa špecializuje na jeden konkrétny
jazyk (C++, C#, Visual Basic). Sú to plnohodnotné vývojové prostredia pre daný
jazyk, obmedzenia sú minimálne a zreteľné iba pri veľmi špecifických požiadavkách.
• Produkty Ultimate, Premium, Professional :
Tieto produkty sú platené (FIT VUT a ďalšie technické školy poskytujú pre študentov
licencie zadarmo pre nekomerčné použitie a vývoj v rámci licencie MSDN AA4). Tieto
produkty podporujú všetky programovacie jazyky, ktoré obsahujú Express verzie a
medzi sebou sa líšia iba niektorými doplnkovými funkciami, ktoré pri bežnom použití
väčšinou nie sú potrebné.
Ja som sa rozhodol konkrétne pre Microsoft Visual Studio C++ 2010 Express, pretože
som potreboval podporu iba pre jazyk C++ a pre moje účely to bola dostačujúca edícia.
Hlavné výhody Microsoft Visual Studio C++ 2010 Express pre mňa sú IntelliSense (aj keď
pre C++ nefunguje tak dobre ako pre C#) a kvalitný debugger. Tento debugger nefunguje
iba pri spustení programu z vývojového prostredia, ale dokáže sa pripojiť aj na spustený
proces vo Windows. To som využíval vo veľkej miere, keďže môj program je konzolová






2010 takisto podporuje (závisí od verzie produktu) správu zdrojov (anglicky resources),
prostriedky na ich editáciu, editor na tvorbu GUI a ešte mnoho vecí.
4.2 OpenCV
OpenCV (Open source Computer Vision)5 je multiplatformová knižnica zameraná na po-
čítačové videnie a spracovanie obrazu v reálnom čase, pôvodne vyvinutá firmou Intel. Je
šíriteľná pod BSD licenciou, to znamená, že je zadarmo pre komerčné aj nekomerčné pou-
žitie. Písaná je v jazyku C++. Obsahuje rozhranie pre jazyky C, C++, Java a Python, ale
existujú tzv.
”
obaľujúce rozhrania“ (anglicky wrapper), s ktorých použitím môžeme využí-
vať OpenCV aj v jazykoch C#, Ruby atď. Obsahuje viac ako 2500 algoritmov, ktoré môžu
byť použité napr. na detekciu tvárí v obraze, giest, rôzne geometrické transformácie atď.
V mojom programe tvorí jadro aplikácie a používam ju veľmi často. Jej použitie priblížim
ďalej v texte, ale používam ju napr. na načítanie obrázkov, ich rotáciu, rôzne farebné zmeny,
detekciu kontúr atď. Veľkou výhodou OpenCV je, že má obrovskú komunitu užívateľov (viac
ako 47 tisíc), tým pádom nie je problém s podporou.
4.3 Boost C++ Libraries
Boost6 je súbor C++ knižníc, ktoré sú multiplatformové a spolupracujú s C++ štandar-
dami. Verzia 1.52 obsahuje viac ako 80 nezávislých knižníc. Tieto knižnice majú široké
využitie. Dajú sa použiť napríklad na prehľadávanie disku, prácu s regulárnymi výrazmi,
na tvorbu grafov atď. Keďže by bolo obtiažne, aby každá knižnica mala vlastnú licenciu,
väčšina z nich je vydávaná pod tzv. Boost Software Licenciou7 (anglicky Boost Software
License).
Hlavné výhody Boost C++ Libraries:
• Prehľadné licencovanie (viď vyššie)
• Nezávislosť knižníc - pokiaľ potrebujete použiť v projekte niektorú knižnicu z Boost,
nie je potrebné ich vkladať do projektu všetky, iba tie, ktoré potrebujete
• Multiplatformnosť - kód napísaný s pomocou niektorej z Boost knižníc je ľahko pre-
nositeľný na inú platformu bez úprav
• Veľká komunita užívateľov
V mojej práci som Boost používal na prehľadávanie zložiek (Boost FileSystem), prácu
s textovými reťazcami (Boost Algorithm) a na generovanie a čítanie XML súborov (Boost
PropertyTree).
4.4 Tesseract OCR
Tesseract OCR8 (Tesseract Optical Character Recognition) je voľne šíriteľná knižnica na






Potom však bola v roku 2005 vydaná ako open source a jej vývoj je od roku 2006 financovaný
firmou Google.
Podľa testov presnosti UNLV v roku 1995 patril medzi 3 najlepšie rozpoznávacie kni-
žnice [16]. Veľká časť kódu bola napísaná v jazyku C, neskôr prebehol port do jazyka C++
a ďalšie zmeny už sú písané v C++.
Výhody Tesseract OCR:
• Podporuje veľké množstvo jazykov
• Ľahko trénovateľný - dá sa ľahko natrénovať pre nový jazyk alebo font
• Open source licencia
• Veľká komunita užívateľov
Túto knižnicu som použil na samotné rozpoznávanie znakov. Jej fungovanie popíšem




V tejto kapitole predstavím konkrétne aké metódy som použil na jednotlivé kroky a bližšie
ich popíšem.
Ako som uviedol v kapitole 3, môj program môže fungovať v 2 módoch - anotovacom
móde a testovacom móde. Najprv uvediem využitie a implementáciu anotačného módu a
potom testovacieho módu.
5.1 Anotačný mód
Anotačný mód sa používa väčšinou pri prvom spustení programu, prípadne ak chce užívateľ
zmeniť už zadané súradnice pre značky. Mód programu sa nastavuje ako jeden z parametrov
pri spustení programu. Užívateľ si ho môže nastaviť ručne aj cesty k jednotlivým potreb-
ným súborom a priečinkom, prípadne použiť niektoré z mnou predpripravených skriptov.
Využitie anotačného módu je anotácia jednotlivých bodov na fotkách aby som ich potom
mohol automaticky otestovať v testovacom móde.
Funkcie anotačného módu:
• Prehľadávanie súborového systému
• Označenie a ukladanie súradníc
• Generovanie anotačného XML súboru
5.1.1 Prehľadávanie súborového systému
Pri spustení programu sa najprv prehľadá priečinok s fotkami (jeho umiestnenie sa nasta-
vuje ako jeden z parametrov programu). Prehľadávanie priečinkov mám implementované
pomocou knižnice, ktorá je súčasťou Boost C++ Libraries (4.3), konkrétne knižnicou Bo-
ost FileSystem. Táto knižnica poskytuje prostriedky pre prenositeľné prehľadávanie ciest,
súborov, priečinkov a manipuláciu s nimi.
Prehľadávanie priečinkov s touto knižnicou funguje nasledujúcim spôsobom. Najprv si
vytvorím pomocné premenné typu vector, ktoré mi budu slúžiť k ukladaniu nájdených
súborov a objekt triedy path, do ktorého si uložím cestu zadanú ako parameter pri spus-
tení progamu. Trieda path poskytuje prenositeľný mechanizmus na reprezentovanie cesty
k súborom. Najprv si overím, či daná cesta existuje (exist(path)) a či to je priečinok
(is directory(path)). Potom pomocou triedy directory iterator, ktorá má návratový
typ directory entry prehľadám daný priečinok a skopírujem do pomocného vector-a.
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Trieda directory iterator sa správa ako štandardný C++ iterátor. Pokiaľ do konštruk-
tora tejto triedy predám objekt triedy path, tak prehľadáva obsah tohto priečinka, konšt-
ruktor bez parametrov sa správa ako koncový iterátor1. Po nájdení všetkých súborov ešte
prebieha kontrola na príponu súboru (pre fotky to musí byť jpg), súbory s inou príponou
nie sú skopírované do výsledného vector-a.
5.1.2 Spôsob označenia a ukladania súradníc
Po úspešnom nájdení všetkých fotiek v priečinku prichádza na rad anotovanie súradníc. Pre
tieto účely mám implementovanú metódu, ktorá reaguje na stlačenie ľavého tlačítka myši a
dokáže zistiť jeho súradnice. Tieto súradnice si ukladám do vector-a. Pokiaľ mám týchto
súradníc vo vector-e 6 (3 x-ové a 3 y-ové súradnice) a pokiaľ ešte nebol anotačný súbor
s týmto názvom vytvorený, tak ich uložím do anotačného XML súboru (jeho štruktúra je
popísaná v podkapitole 3.3) a vynulujem vector, v ktorom boli uložené súradnice.
5.1.3 Generovanie anotačného XML súboru
Na generovanie anotačného súboru (aj XML súborov s výsledkami testov) som použil kni-
žnicu Boost Property Tree. Táto knižnica ponúka prostriedky na ukladanie ľubovoľne vno-
renej stromovej štruktúry, kde je každý level indexovaný podľa určitého kľúča. Každý uzol
uchováva svoju hodnotu a usporiadaný zoznam svojich poduzlov a ich kľúče2. Takisto ob-
sahuje parser na takéto dokumenty a je preto vhodná na spracovanie XML, JSON a iných
súborov, ktoré majú stromovú štruktúru. Princíp použitia tejto knižnice spočíva v tom,
že potrebuje nejakú predlohu, ktorá má taký formát ako požadujeme. Túto predlohu si
načítame a potom môžeme jednoducho do jednotlivých uzlov vkladať vlastné hodnoty.
5.2 Testovací mód
Tento mód prebieha úplne automaticky bez interakcie s užívateľom. Takisto tu prebieha
prehľadávanie priečinka s obrázkami a aj s anotačnými XML súbormi, to už ale nebudem
znova rozoberať. V tejto podkapitole rozpíšem jednotlivé fázy pri rozpoznávaní značiek.
5.2.1 Detekcia značky
Túto fázu v mojom programe reprezentuje metóda, ktorá dokáže orotovať registračnú znač-
ku do vodorovnej polohy. Po prečítaní obsahu anotačného XML sa jej ako parametre predajú
obrázok, súradnice značky, šírka a výška značky (vypočítaná zo súradníc) a koeficient o
ktorý sa má značka zväčšiť alebo zmenšiť (anglicky scale). Prvý krok je, že si spravím klon
pôvodného obrázka, ktorý má úplne identické vlastnosti a parametre (pomocou metódy
CloneImage(· · · ), toto značenie budem používať ďalej v texte pre metódy s parametrami),
ale vyplním ho samými nulami(Zero(· · · )), čiže bude celý čierny. Týmto mám pripravený
obrázok, do ktorého uložím výsledok rotácie. Ďalším a najdôležitejším krokom je definovanie
si deformačnej matice (anglicky warp matrix ). Keďže prevádzam afinnú transformáciu,
potrebujem si definovať maticu o troch bodoch a každý z bodov má dve súradnice (x,y). Táto
matica vyjadruje vzťah medzi dvoma obrázkami a určuje, do akého priestoru na druhom
obrázku sa premietne priestor z prvého.
1http://www.boost.org/doc/libs/1 49 0/libs/filesystem/v3/doc/tutorial.html#Directory-
iteration
2http://www.boost.org/doc/libs/1 41 0/doc/html/property tree.html#boost propertytree.intro
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dstMat[2].x = (x3 - x1);
dstMat[2].y = height;
srcMat[0], srcMat[1] a srcMat[2] sú tri body na originálnom obrázku, podľa kto-
rých sa dopočíta plocha, ktorá sa premietne do klonu originálneho obrázka. Týmto bodom
som priradil súradnice získané z anotačného XML.
dstMat[0], dstMat[1] a dstMat[2] sú body na klonovanom obrázku, podľa ktorých
sa dopočíta plocha, na ktorú sa premietne požadovaná časť z originálneho obrázka. Keďže
chcem obrázok rotovať iba podľa horných bodov, nastavím súradnice ľavého horného bodu
na počiatok súradnej sústavy, pravý horný roh bude mať x-ovú súradnicu nastavenú na
šírku značky a y-ovú na 0, čím mám zaručené, že dostanem značku do vodorovnej pozície.
Ľavý dolný roh nastavím tak, že y-ová súradnica sa rovná výške značky a x-ová súradnica
sa vypočíta ako rozdiel x-ových súradníc ľavého dolného a ľavého horného rohu. Tento
výpočet pre x-ovú súradnicu ľavého dolného rohu robím preto, lebo afinná transformácia
môže obrázok zdeformovať alebo skriviť a keby som túto súradnicu pevne nastavoval tak sa
to môže stať a obrázky by potom boli veľmi náchylné na zlú anotáciu tohto bodu. Z týchto
definovaných bodov teraz vypočítam tzv.mapu matice (anglicky map matrix ) pomocou
metódy GetAffineTransform(· · · ). Po vypočítaní tejto mapy matice prevediem samotnú
afinnú transformáciu metódou WarpAffine(· · · ). Keďže však chcem mať značky približne
rovnakej veľkosti, tak ich musím vynásobiť určitým koeficientom a potom ešte raz previesť
afinnú transformáciu. Pomocou metódy 2DRotationMatrix(· · · ) získam mapu rotačnej
matice, ktorú využijem na vynásobenie obrázka koeficientom a po opätovnom prevedení
WarpAffine(· · · ) mám výslednú značku v požadovanom formáte.
5.2.2 Segmentácia znakov
V tejto fáze si najprv vytvorím jednotlivé obrázky, ktoré budem potrebovať na úpravy
značky pred samotnou segmentáciou (popísané sú v podkapitole 3.2.2). Úpravy značky
robím pomocou štandardných funkcií knižnice OpenCV (nebudem ich ďalej popisovať). Na
detekciu samotných kontúr používam metódu FindContours(· · · ). Pomocou parametrov
špecifikujem tejto metóde, že chcem detekovať iba vonkajšie kontúry. Tieto nájdené kontúry
si ukladám do tzv. sekvencie (anglicky sequence), ktorú mám uloženú v tzv. pamäťovom
úložisku (anglicky memory storage).
Pamäťové úložisko je objekt knižnice OpenCV, ktorý sa používa na alokáciu pamäte pre
dynamické objekty. Pamäťové úložiská sú spojené zoznamy blokov pamäte, ktoré umožňujú
rýchlu alokáciu a dealokáciu spojitých sád pamäte [5]. Na vytvorenie pamäťového bloku som
použil metódu CreateMemStorage(· · · ).
Sekvencia je prepojený zoznam iných štruktúr, OpenCV dokáže vytvoriť sekvenciu z
rôznych druhov objektov. V tomto prípade je použitá na uloženie kontúr.
Po nájdení a uložení všetkých kontúr ich aproximujem pomocou metódy ApproxPoly(· · · ),
aby som dosiahol polynóm s menším počtom vrcholov. Táto metóda vracia iba prvú kontúru,
ale dá sa jednoducho pristupovať k ďalším kontúram keďže ich mám uložené v sekvencii. Po
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aproximácii už iba v cykle prehľadávam všetky nájdené kontúry. Pre každú kontúru počí-
tam ohraničujúci obdĺžnik (anglicky bounding box ) s použitím metódy BoundingRect(· · · ).
Ako výstup dostanem 2 body - ľavý horný roh a pravý dolný roh.
Podľa filtra na veľkosť znakov potom pretriedim kontúry tak, aby som vysegmentoval
iba samotné znaky na značke. Ak prejde kontúra týmto filtrom, tak si nastavím tzv. región
záujmu (anglicky region of interest, alebo iba ROI ). Región záujmu spôsobuje, že metódy,
ktoré by spracovali celý obraz pokiaľ by ROI nebol nastavený, budú spracovávať iba tú časť
obrazu, ktorá je definovaná ako ROI. Nastavenie regiónu záujmu má na starosti metóda
SetImageROI(· · · ). Po nastavení ROI si túto časť obrázku najprv skopírujem do iného
obrázku (neukladám na disk) a potom si tento nový obrázok ukladám spolu s x-ovou sú-
radnicou ľavého horného rohu do asociatívneho poľa (v C++ dátový typ map). Ako kľúč v
map-e používam súradnicu.
Posledný krok je, že prechádzam celý map a ukladám si jednotlivé znaky na disk. Využí-
vam skutočnosť, že prvky v map-e sa radia automaticky vzostupne podľa kľúčov. To je pre
mňa veľmi podstatná vec, pretože kontúry sa neukladajú v sekvencii vždy podľa poradia na
značke a preto si musím správne poradie sám ošetriť ukladaním podľa súradníc. Pokiaľ sa
nevysegmentuje práve 7 znakov, nastavujem príznak, ktorý mi indikuje, že sa stala chyba
pri segmentácii.
5.2.3 Klasifikácia znakov
Na túto fázu som použil aplikačné rozhranie (API ) knižnice Tesseract OCR. Pri inicializácii
(metóda Init(· · · )) som nastavil cestu k súborom, ktoré sú potrebné pre Tesseract OCR
na rozpoznávanie, jazyk nechal anglický a ostatné parametre nenastavoval.
Sú tu 2 parametre, s ktorých nastavením som experimentoval pre dosiahnutie čo najlep-
šieho výsledku. Prvým z nich je tzv. segmentačný mód stránky (anglicky page segmentation
mode). Tento parameter určuje, ako bude Tesseract OCR vnímať predložený text pri ana-
lýze stránky. Použil som štandardný prednastavený mód, ktorý predpokladá jeden ucelený
blok textu. S týmto módom sa mi podarilo získať najlepší výsledok pri rozpoznávaní. Vý-
sledky porovnania tohto prepínača s ostatnými sú v podkapitole 6.7. Druhým experimentom
bolo použitie tzv. slovníka povolených znakov (anglicky whitelist). Tento slovník obsaho-
val čísla od 0 po 9 a všetky písmená, ktoré sa môžu vyskytovať na českých registračných
značkách, ako som popísal v kapitole 1. Vyskúšal som rozpoznávanie znakov s nastaveným
aj nenastaveným whitelist-om a výsledky tohto testu sú v podkapitole 6.6. Zistil som, že
použitie whitelist-u vykazuje lepšiu úspešnosť pri rozpoznávaní.
Po nastaveniach si v cykle načítavam jednotlivé uložené znaky získané zo segmentačnej
fázy. Najprv kontrolujem, či je daný typ obrázka podporovaný. Pokiaľ to prejde touto kon-
trolou, tak sa snažím rozpoznať tento obrázok metódou ProcessPages(· · · ). Znak, ktorý
je výstupom tejto metódy si ukladám do výstupného textového reťazca. Takisto si však
s týmto znakom zisťujem aj percentuálny údaj, s akou istotou bol rozpoznaný daný znak.
Nato mi slúži metóda MeanTextConf(). Tento údaj si takisto ukladám k výsledkom a má
význam pri ich vyhodnocovaní.
Po spracovaní všetkých znakov ešte prevádzam validáciu rozpoznanej značky, aby som
zistil, či má správny formát a vedel nastaviť príznak, či sa dobre rozpoznala (využívam to
v programe na prípadne dolaďovanie nepresnej anotácie). Validujem tak, že všetky znaky
okrem druhého a tretieho musia byť čísla. Druhý znak musí byť písmeno označujúce kód
kraja (tabuľka 1.1) a tretí znak môže byť číslo, alebo niektoré z písmen povolených vo
whitelist-e. Pokiaľ sú všetky tieto podmienky splnené, značka je validná, ináč nastavujem
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príznak, že je nevalidná.
5.2.4 Spracovanie výsledkov
Po získaní textového reťazca s rozpoznanou značkou je potrebné ešte spracovať tieto vý-
sledky. V prvom rade kontrolujem, či prebehla správne segmentácia a validácia rozpoznanej
značky (nastavujem si tieto príznaky). Pokiaľ neprebehla správne, tak mám implemento-
vaný algoritmus, ktorý dokáže korigovať mierne chyby v anotácii.
Princíp tohto algoritmu spočíva v tom, že pokiaľ značka nebola rozpoznaná správne, tak
v cykle posúva pravú hornú y-ovú súradnicu o 2% výšky značky smerom nahor určitý počet
krát a s touto zmenenou súradnicou potom znova prebiehajú všetky fázy (detekcia značky,
segmentácia, klasifikácia). Pokiaľ sa do určitého limitu pokusov nepodarí značku úspešne
rozpoznať (musí sa vysegmentovať presne 7 znakov a správne prebehnúť validácia), tak sa
od originálnych súradníc tohto bodu začne posúvať o 2% výšky značky smerom nadol. Ak
ani toto nepomôže, tak ešte vyskúšam posunúť ľavú dolnú x-ovú súradnicu o 2,5 a 5% šírky
značky smerom doľava a potom smerom doprava.
Po ukončení rozpoznávania všetkých značiek (ku každej je vytvorený XML súbor s vý-
sledkom) generujem výsledný XML súbor so sumárnym výsledkom. Z tohto súboru potom
generujem HTML súbor. Vytváram ho ručne bez použitia knižníc, iba so štandardnými
prostriedkami jazyka C++ - vytváram si formátovaný text v jazyku HTML a ako textový




Jednou z najdôležitejších vecí pri vývoji programu je jeho dôkladné otestovanie. To dokáže
odhaliť množstvo skrytých problémov, ktoré by mohli mať závažné dôsledky v budúcnosti
pri používaní programu. Základnou vecou pre kvalitné otestovanie programu je vhodný
výber dátovej sady. Mala by obsahovať dostatočne veľké množstvo testovacích dát, ktoré
by mali byť rôznorodé, aby sme vedeli nasimulovať čo najviac možných prípadov.
Pre testovanie môjho programu som použil mnou nafotenú dátovú sadu. Táto dátová
sada obsahuje 334 fotiek. Tieto fotky sú fotené z rôznych vzdialeností, s rôznymi svetelnými
podmienkami (cez deň, v tme s bleskom, v tme bez blesku, niektoré nie sú dobre zaostrené),
s rôznym stupňom rotácie (vertikálnej alebo horizontálnej), v rôznych rozlíšeniach (väčšinou
2048x1536, ale obsahuje aj fotky s rozlíšením 960x720).
V tejto kapitole uvediem úspešnosť rozpoznávania mojej aplikácie a výsledky pár testov,
ktoré som robil za účelom zistenia flexibilnosti môjho riešenia pri zlom označení značky na
fotke. Ďalej tu mám ešte pár testov, ktorými som testoval vhodnosť nastavení určitých
parametrov pre Tesseract OCR.
6.1 Základný test aplikácie
V tomto teste som zisťoval úspešnosť rozpoznávania mojej aplikácie na dátach po anotácii
bez simulácie zlého označenia bodov. Kritériom pre správne rozpoznanú značku bolo, že sa
musia úspešne rozpoznať všetky znaky na značke.
Výsledky tohto testu sú nasledujúce:
• Úspešne rozpoznané značky: 86,2% (288 fotiek)
• Neúspešne rozpoznané značky: 13,8% (46 fotiek)
Väčšina značiek, ktoré boli neúspešne rozpoznané, boli horizontálne orotované o väčší
počet stupňov, prípadne fotené v tme bez blesku. Takisto som tu meral čas strávený v seg-
mentačnej fáze a v klasifikačnej fáze pre každú fotku a z nich vypočítal priemerné časy
pre celú dátovú sadu. Priemerný čas strávený v segmentačnej fáze je 8 ms, priemerný čas
stráveny v klasifikačnej fáze je 98 ms.
6.2 Test zlej anotácie ľavého dolného rohu
V tomto teste som sa zameral na ľavý dolný roh, konkrétne jeho x-ovú súradnicu. Keďže
medzi ľavým dolným a ľavým horným rohom je relatívne malá vzdialenosť, už aj najmenší
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posun x-ovej súradnice ľavého dolného rohu smerom doľava môže znamenať dosť veľkú
zmenu uhla. Tým pádom je tento test asi najzaujímavejší, pretože simuluje ako sa mení
úspešnosť rozpoznávania značiek pri chybnej anotácii tohto bodu.
Princíp tejto simulácie spočíva v posune x-ovej súradnice doľava o určitý počet percent
šírky značky. Simulujem posun od 5 po 30% šírky značky. V nasledujúcom grafe (obrázok
6.1) sú výsledky tohoto testu. Na x-ovej osi grafu sú percentá šírky, o ktoré je posunutá
súradnica, na y-ovej osi je percento úspešnosti rozpoznania.
Obrázok 6.1: Graf simulovaného posunu ľavej dolnej x-ovej súradnice o určitý počet percent
šírky značky
Výsledky testov ukázali, že napriek pôvodnému predpokladu o dôležitosti správnej ano-
tácie tohoto bodu, posun ľavej dolnej x-ovej súradnice nemá takmer žiaden vplyv na úspe-
šnosť rozpoznávania. Je to vďaka tomu, že obrázok rotujem hlavne podľa horných bodov
a pozícia ľavého dolného rohu sa nastaví podľa ľavého horného rohu. Pre ilustráciu ako
vyzerá značka, pri ktorej je nasimulovaný posun ľavej dolnej x-ovej súradnice o 30%, je táto
značka na obrázku 6.2 a pôvodná značka bez posunutej súradnice je na obrázku 3.2.
Obrázok 6.2: Značka po posune ľavej dolnej x-ovej súradnice o 30% percent šírky značky
6.3 Test zlej anotácie pravého horného rohu
Tento test je zameraný na zlú anotáciu pravého horného rohu, konkrétne jeho y-ovú súrad-
nicu. Keďže pri mojej detekcii značky rotujem výslednú značku podľa horných bodov, tak
tento test je zaujímavý, pretože od správneho označenia tohoto bodu dosť záleží správne
orotovanie značky.
Podstatou tohoto testu je posun pravej hornej y-ovej súradnice o určitý počet percent
výšky značky smerom hore. Simulujem posun od 5 po 30% výšky značky. Graf s výsledkami
tohto testu je na obrázku 6.3. Na x-ovej osi grafu sú percentá výšky, o ktoré je posunutá
súradnica, na y-ovej osi je percento úspešnosti rozpoznania.
Z výsledkov tohoto testu vyplýva, že sa potvrdil predpoklad a správna anotácia tohto
bodu je dosť dôležité, aj keď nie až tak ako som predpokladal. Do 20% posunu sa program
správa celkom stabilne a úspešnosť sa nejak radikálne neznižuje. Z časti je to dané tým, že
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Obrázok 6.3: Graf simulovaného posunu pravej hornej y-ovej súradnice o určitý počet per-
cent výšky značky
mám implementovaný algoritmus na vyrovnávanie drobných nepresností v anotácii. Príklad
značky, ktorá má posunutú pravú hornú y-ovú súradnicu o 30% výšky značky, je na obrázku
6.4, pôvodná značka bez posunutej súradnice je na obrázku 3.2.
Obrázok 6.4: Značka po posune pravej hornej y-ovej súradnice o 30% percent výšky značky
6.4 Test zlej anotácie ľavej strany
V tomto teste som nasimuloval posun celej ľavej strany značky. Podstatou tohto testu bolo
zistiť, ako sa zmení úspešnosť rozpoznávania pokiaľ sa užívateľ pomýli v anotácii ľavého
horného aj ľavého dolného rohu.
Túto chybu som nasimuloval posunutím ľavej hornej aj dolnej x-ovej súradnice o určitý
počet percent šírky značky. Graf s výsledkami tohoto testu je na obrázku 6.5. Na x-ovej osi
grafu sú percentá šírky, o ktoré sú posunuté súradnice, na y-ovej osi je percento úspešnosti
rozpoznania.
Obrázok 6.5: Graf simulovaného posunu ľavej strany značky o určitý počet percent šírky
značky
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Dôvod týchto výsledkov je ten, že pri posune ľavej strany (čiže aj ľavého horného rohu)
sa mení uhol medzi ľavým a pravým horným bodom a tým pádom sa niektoré značky
nemusia orotovať o požadovaný uhol, aby mohli byť úspešne rozpoznané. Na obrázku 6.6
je značka s posunutou ľavou stranou o 30% šírky značky. Originálna značka bez posunutia
je na obrázku 3.2.
Obrázok 6.6: Značka po posune ľavej strany o 30% percent šírky značky
6.5 Test zlej anotácie vrchnej strany
Posledným testom zlej anotácie je test, kde je posunutá celá horná strana smerom nahor o
určitý počet percent výšky značky. Je to simulované tak, že posúvam y-ové súradnice oboch
horných bodov smerom nahor.
Graf s výsledkami tohoto testu je na obrázku 6.7. Na x-ovej osi grafu sú percentá výšky,
o ktoré sú posunuté súradnice, na y-ovej osi je percento úspešnosti rozpoznania.
Obrázok 6.7: Graf simulovaného posunu vrchnej strany značky o určitý počet percent výšky
značky
Výsledky ukazujú, že úspešnosť síce s posunutím klesá, ale nie nejak rapídne. Dôvodom
klesajúcej úspešnosti je, že na niektorých značkách môže tento posun znamenať, že na fotke
budú nežiadúce objekty, ktoré by mohla segmentácia detekovať ako znaky. Na obrázku 6.8 je
značka s posunutou vrchnou stranou o 30% výšky značky. Originálna značka bez posunutia
je na obrázku 3.2.
Obrázok 6.8: Značka po posune vrchnej strany o 30% percent výšky značky
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6.6 Test použitia whitelistu pri rozpoznávaní
V tomto teste som skúmal, či má Tesseract OCR lepšiu úspešnosť pri rozpoznávaní so
zapnutým whitelist-om alebo vypnutým (popísané v časti 5.2.3).
Pri tomto teste som nesimuloval žiaden posun súradníc, iba otestoval moju anotovanú
dátovú sadu s vypnutým a zapnutým whitelist-om.
Výsledky tohto testu:
• Zapnutý whitelist: 86,2% úspešne rozpoznaných fotiek (288)
• Vypnutý whitelist: 83% úspešne rozpoznaných fotiek (277)
Z výsledkov vyplýva, že pri zapnutom whitelist-e má Tesseract OCR vyššiu úspešnosť,
čiže použiť ho bola dobrá voľba.
6.7 Test PSM prepínačov
V tomto teste som experimentoval s najvhodnejším nastavením tzv. segmentačného módu
stránky (bližšie rozpísané v časti 5.2.3). Výsledky tohoto testu mi slúžili k tomu, aby som si
overil, či som použil správne nastavenie tohoto prepínača, prípadne toto nastavenie zmenil.
Pri tomto teste som nemenil anotačné dáta, čiže nesimuloval som žiaden posun súradníc.
Výsledky tohto testu sú na obrázku 6.9. Na osi x-ovej sú názvy použitých prepínačov, na
osi y-ovej je percentuálna úspešnosť rozpoznávania.
Obrázok 6.9: Graf úspešnosti rozpoznávania značky pri rôzne nastavenom prepínači PSM
Podľa týchto výsledkov mal najlepšiu úspešnosť prepínač PSM SINGLE BLOCK, ktorý




V tejto práci som mal za úlohu oboznámiť sa s problematikou rozpoznávania znakov v
obraze (konkrétne s rozpoznávaním registračných značiek). To si vyžadovalo naštudovanie
vedeckých článkov a kníh spojených s touto problematikou (sú uvedené v použitej litera-
túre). Po pochopení týchto princípov a analýze riešenia som si vytvoril určitý návrh, ktorý
vyústil v realizáciu môjho programu na rozpoznávanie registračných značiek. V tomto prog-
rame som použil viacero zaujímavých metód a knižníc.
Po implementácii prišlo na rad dôkladné otestovanie. Pre jeho účely som ručne nafotil
dátovú sadu fotiek, v ktorej boli zahrnuté fotky fotené v rôznych svetlených podmienkach.
Na tejto sade, ktorá obsahuje 334 fotiek, som otestoval program v rôznych situáciach (po-
suny súradníc, strán, použité nastavenia knižnice Tesseract OCR). Výsledky testovania som
zhrnul v tejto práci, úspešnosť rozpoznávania značiek je 86,2%.
Možné rozšírenia tohto programu by mohli zahŕňať napr. implementáciu automatic-
kej detekcie značky, čo by znamenalo, že program by bol plne automatizovaný a všetky
fázy by prebiehali bez interakcie s užívateľom. Ďalším možným rozšírením by mohlo byť
rozpoznávanie viacerých značiek z jednej fotografie, čo by sa dalo použiť napr. pri stráže-
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• Zdrojový kód programu: v adresári src
• Preložiteľný Microsoft Visual Studio 2010 projekt vrátane všetkých potrebných kniž-
níc k prekladu a súborov k chodu programu: v adresári build
• Preložený binárny súbor vrátane všetkých súborov potrebných k chodu programu: v
adresári bin
• 334 testovacích obrázkov: v adresári images/pictures
• Anotačné súbory k testovacím obrázkom: v adresári images/anot
• Technická práca vo formáte pdf: v adresári pdf
• Zdrojové súbory k technickej práci vo formáte LATEX: v adresári tex




Implementovaný program je konzolová aplikácia, vyvíjaná a testovaná v prostredí operač-
ného systému Windows. Najprv popíšem spôsob inštalácie a potom základné ovládanie
programu.
V prípade, že užívateľ chce spustiť už preložený binárny súbor, stačí skopírovať adresár
bin na ľubovoľnú lokáciu na pevnom disku (program potrebuje zapisovať a čítať z disku,
takže užívateľ musí mať v danom adresári tieto práva). Program potrebuje k svojmu behu
mať nainštalovaný Microsoft Visual C++ 2010 [x86/x64] Redistributable, v prípade, že tento
súbor nie je už nainštalovaný v systéme, tak v adresári bin je tento súbor pribalený (x86
je verzia pre 32-bitové systémy, x64 je verzia pre 64-bitové systémy). Adresár processing
obsahuje adresáre, ktoré sú potrebné pri chode programu (program do nich zapisuje/číta z
nich). Samotný binárny súbor sa nachádza v adresári bin/binary (bpthesis.exe).
Ak si chce užívateľ program sám preložiť, v adresári build sú všetky potrebné adresáre
a súbory (užívateľ musí mať nainštalovaný program Microsoft Visual Studio 2010 ). Tento
adresár je tiež nutné skopírovať na lokáciu na pevnom disku, kde má užívateľ právo zápisu aj
čítania. V adresári build/libraries sú podadresáre obsahujúce knižnice Boost, OpenCV,
Tesseract OCR. Adresár build/processing obsahuje adresáre, ktoré sú potrebné pri chode
programu (program do nich zapisuje/číta z nich). Pre spustenie tohto programu v Microsoft
Visual Studio 2010 slúži súbor bpthesis.sln, ktorý je v adresári build. Pri tomto spôsobe
prekladu cez Microsoft Visual Studio 2010 sa vytvorí adresár build/Release, do ktorého
je potrebné skopírovať súbory z adresára build/addtorelease. Program je možné preložiť
iba v móde Release (pre mód Debug nie sú nastavené potrebné cesty k súborom).
Po úspešnej inštalácii prichádza na rad spustenie programu. Tento program sa ovláda z
príkazového riadku a potrebuje tieto parametre (v tomto poradí):
1. Cesta k obrázkom na spracovanie: do tohto adresára je potrebné nahrať fotky (testo-
vacia sada je v adresári images/pictures).
2. Cesta k anotačným súborom: do tohto adresára je potrebné nahrať k jednotlivým fot-
kám, ktoré sú v adresári s obrázkami (prvý parameter programu), príslušné anotačné
súbory (majú rovnaký názov ako fotka, ale končia sa na anot, ktoré nachádzajú sa v
adresári images/anot).
3. Cesta k súborom s výsledkami: tu sa ukladajú jednotlivé dielčie výsledky pre fotky
(majú rovnaký názov ako fotka, ale končia sa na result).
4. Cesta k sumárnemu výsledku: pod týmto názvom sa v zadanej lokalite vytvorí vý-
sledný XML súbor so sumárnym výsledkom.
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5. Mód programu: dá sa tu zvoliť medzi módom testovacím (v tomto prípade užívateľ
zadá
”
test“), alebo módom anotačným (v tomto prípade užívateľ zadá
”
anotate“).
V adresári processing som vytvoril potrebnú adresárovú štruktúru pre chod programu:
• anot: v tomto adresári sú vytvorené dva podadresáre, do ktorých môže užívateľ ukla-
dať anotačné dáta k testovaniu
• pictures: v tomto adresári sú vytvorené dva podadresáre, do ktorých môže užívateľ
ukladať fotky
• results: v tomto adresári sú vytvorené dva podadresáre, do ktorých sa ukladajú
výsledky
• rotated: do tohto adresára sa ukladá extrahovaná značka po fáze detekcie
• scripts: sú tu uložené skripty na zjednodušené spúštanie programu
• summary: do tohto adresára sa ukladajú sumárne výsledky
• xmltemplates: v tomto adresári sú uložené predlohy potrebné pre zápis a čitanie
XML
• znaky: v tomto adresári sa ukladajú jednotlivé vysegmentované znaky z fotky
Dôvod, prečo som vytvoril napr. v adresári anot dva podaresáre je, aby užívateľ mo-
hol pracovať s viacerými sadami fotiek (napr. podmnožina fotiek, ktoré zle rozpoznalo) a
neovplyvňovalo to ďalšie sady. Na zjednodušenie spúštania programu som vytvoril sadu
skriptov, ktoré su v adresári processing/scripts. V jednotlivých skriptoch je podrobný
komentár k tomu, aké cesty nastavujú.
Jednotlivé módy programu stručne popíšem. V anotačnom móde sa prehľadáva cesta k
obrázkom zadaná ako prvý parameter. V tomto prípade nie je potrebné kopírovať anotačné
súbory do adresára zadaného ako druhý parameter, do tohto adresára sa uložia súbory, ktoré
vzniknú anotáciou (ak by v tomto adresári už boli anotačné súbory s rovnakým názvom tak
sa neprepíšu a ostanú tam pôvodné). Užívateľ označí polohu značky tak, že klikne na ľavý
horný roh značky, pravý horný roh značky a ľavý dolný roh značky (musí byť dodržané toto
poradie). Pokiaľ ešte daný anotačný súbor neexistuje v adresári, ktorý bol zadaný ako druhý
paramater, tak sa vytvorí. Daný anotačný súbor ešte musí užívateľ ručne editovať, aby tam
napísal skutočnú značku (do tagu 〈licensePlate〉). Je to potrebné pre správne vyhodnotenie
testov. Užívateľ sa prepína na ďalšiu fotku pomocou stlačenia medzerníka, stlačením Esc
sa program okamžite ukončí.
Testovací mód slúži na samotné rozpoznávanie značky a prebieha automatizovane. Pre
svoju činnosť potrebuje fotky v adresári zadanom ako prvý parameter a ku každej fotke
potrebuje jej anotačný súbor (cesta zadaná ako druhý parameter), aby vedel zistiť polohu
značky. Po skončení testovania všetkých súborov sú jednotlivé dielčie výsledky uložené v
adresári, ktorý bol zadaný ako tretí parameter a výsledný sumárny súbor je uložený v ceste,
ktorá bola zadaná ako štvrtý parameter (je uložený vo formáte XML aj HTML).
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