In this paper we present a new component concept equivalent to the one of [2] which is more appropriate for distributed applications. After that, we present the notion of component system and define a set of operations of component systems, some of which are used to define an ambient calculus [1] with component systems. Finally we present an example.
Introduction
The final aim of this work is the study of the modelling and development of component-based distributed applications with mobile processes in the internet. In particular, we believe that the concept of component can play an important role in the development of such applications where components can be defined as independent units with a specific task or functionality. These systems are in general heterogeneous which means that they can be described or implemented using different formalisms. To develop these systems, we use a uniform notion of component which is, to a certain extent, independent of the formalism which is used. The framework which we define is based on a generic notion of transformation or refinement which is used to define the semantics of components and their interconnection. In particular, in [2], the conditions which must satisfy these transformations in order to instantiate the given framework to a concrete formalism are presented. Additionally, a simple notion of composition of components is given. In our work, we define a new semantics of components which is a variation of the one defined in [2] which make possible the definition of more complex forms of composition.
In this work we also introduce the notion of component system. A component system is a set of components where every component can have several import interfaces and several export interfaces. Additionally, we can connect an import interface of a component with an export interface of another component. A component system is in general a graph. We define also different operations on component systems, including a non-deterministic operation to establish some or all the possible connections between two component systems. In particular, when a component moves into a new context, it may establish different kinds of connections through its interfaces with several interfaces from the other components. In this situation we assume that some of these connections may be established nondeterministically. Moreover, we assume that this interconnection can vary over time. The intuition behind this operation is that mobile components are autonomous agents that, on a given situation, may choose which connections to establish.
In order to explicitly deal with mobility we decided to integrate our generic approach with a specific well-established calculus for distribution and mobility like the ambient calculus [1]. This is a first step to use our component framework in distributed and mobile applications although the extension is not as general as we would have liked to. A possible future work which would be a more general extension than the one which we propose, would be to incorporate component systems in bigraphs [3] .
In order to extend component systems with the ambient calculus, it is necessary to define a forest of hierarchies of component systems. Thus, an ambient expression will denote a forest of hierarchies of component systems and after making a move, a sub-hierarchy of a hierarchy will be associated to another hierarchy in the forest. Every component system in the hierarchy can have associated a forest of sub-hierarchies. The main modification in the calculus is the possibility to have a component system as a process and the obligation to have a component system associated to the name of an ambient.
Finally, we present an example of a server with a firewall together with two clients trying to obtain a software component to finish an application. To present the example, we instantiate our component system with a formalism based on algebra transformation systems.
The structure of this paper is the following: in the first section we present our component concept reviewing the notion of the transformation framework in [2] . In the next section we present our component system and interconnected forest of hierarchies of component systems. After that we present the extension of the ambient calculus with component system and finally we instantiate our component concept with a formalism based on algebra transformation system and we present an example.
2
As we mentioned in the introduction, components can be seen as independent units with a specific task or functionality which can be used in as many environments and applications as possible [4] . To achieve this, in a component there must be a clear distinction between its body, where the functionality of the component is described (or implemented) in detail, and its interfaces, describing how the component is related to the outside world.
In [2], a generic component framework is presented. This framework is generic not only concerning the underlying specification formalism used inside the components, but also concerning the concept of transformations in order to model abstraction and refinement between interfaces and body of one component, or between import and export interfaces between different components. The only requirement for a specification formalism to be used in connection to our com-
