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INTRODUZIONE  
Gli analizzatori di spettro sono degli strumenti di misura che stanno diventando sempre più 
numerosi sui banchi dei laboratori e affiancano gli oscilloscopi in tutti i casi in cui è 
necessario eseguire misure complete sui segnali. Questo perchè oggi le apparecchiature sono 
sempre più sofisticate e richiedono segnali e componenti dalle caratteristiche pressochè 
perfette, pena il non corretto funzionamento. Dove prima bastava un segnale dalla forma 
d'onda relativamente approssimata, ora si richiedono segnali privi di qualsiasi tipo di 
anomalia. 
L'analizzatore di spettro si è rivelato indispensabile per poter rilevare numerosi difetti e 
risalire alle loro origini, specie per quanto riguarda le distorsioni di vario tipo, la cui causa si 
può in genere far risalire alla presenza nel segnale di componenti armoniche indesiderate.  
Lo scopo di questa tesi è quello di progettare e realizzare un analizzatore di spettro numerico 
basato sul calcolo della FFT e interfacciabile con il computer. Ciò che si vuole ottenere è uno 
strumento di analisi economico e di facile realizzazione che sia in grado di visualizzare lo 
spettro di un segnale con una elevata risoluzione frequenziale e con la possibilità di poter 
variare, con la tecnica del filtraggio digitale, la massima banda che si può analizzare. 
Nel Capitolo 1 si affronta una trattazione teorica dell argomento offrendo una panoramica sui 
diversi tipi di analizzatori di spettro e sui tipi di misure che permettono di effettuare. Si 
forniscono anche le caratteristiche e i costi di alcuni analizzatori numerici a FFT presenti sul 
mercato, 
Nel Capitolo 2 si descrivono le caratteristiche dell analizzatore di spettro realizzato 
esponendo il funzionamento del filtraggio digitale e quale precisione si riesce a raggiungere. 
Nel Capitolo 3 si documenta l hardware del sistema, descrivendo e analizzando ogni 
componente che è stato impiegato e riportando gli schematici del circuito realizzato. 
Nel Capitolo 4 si riporta e si spiega in dettaglio il software per la programmazione del 
sistema e come si rispettano le specifiche temporali richieste. 
Nel Capitolo 5 si mostrano i risultati, ovvero gli spettri e gli andamenti temporali di alcuni 
segnali che sono stati analizzati con lo strumento realizzato. Lo scopo è quello di dimostrare 
il livello di precisione che si riesce a raggiungere in termini di risoluzione frequenziale e 
l efficacia della tecnica del filtraggio digitale. 
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CAPITOLO 1  
ANALIZZATORI DI SPETTRO   
1.1 Introduzione  
L'analizzatore di spettro è uno strumento che permette la visualizzazione grafica di segnali 
elettrici variabili nel dominio delle frequenze. Un segnale elettrico può essere osservato 
sostanzialmente in due modi: nel dominio del tempo con il tradizionale oscilloscopio e nel 
dominio delle frequenze con l'analizzatore di spettro. L'analisi nel dominio delle frequenze ha 
il vantaggio di permettere di visualizzare ogni singola componente del segnale piuttosto che 
la loro somma come avviene nel dominio del tempo. Pertanto, oltre a misurare la frequenza e 
l'ampiezza del segnale primario, si possono osservare direttamente i prodotti della 
distorsione, le bande laterali della modulazione e le conversioni di frequenza. Guardando 
l'immagine sotto riportata è possibile comprendere meglio l'impiego dell'analizzatore di 
spettro.  
 
Dalla figura si rileva immediatamente la differenza tra la misura effettuata sullo stesso 
segnale con un oscilloscopio (dominio del tempo) e con un analizzatore di spettro (dominio 
delle frequenze). Mentre l'oscilloscopio esamina il segnale attraverso una finestra nel 
dominio del tempo, l'analizzatore di spettro lo esamina attraverso una finestra nel dominio 
delle frequenze. Si nota immediatamente come l'oscilloscopio riproduca la forma d'onda così 
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come si presenta fisicamente, mentre l'analizzatore riporta una serie di stretti impulsi che 
rappresentano le frequenze e le ampiezze della fondamentale e delle sue armoniche. Sono 
due display completamente diversi, ma che servono entrambi a definire tutti i parametri del 
segnale in esame. Possiamo quindi dire che oscilloscopio e analizzatore di spettro sono due 
strumenti complementari in quanto servono entrambi per un analisi completa dei segnali.  
Gli analizzatori possono essere classificati in base alla modalità con la quale viene costruita 
la rappresentazione nel dominio della frequenza. 
Una prima suddivisione è tra "analizzatori analogici" e "analizzatori numerici"; a loro volta 
gli analizzatori analogici possono essere ulteriormente suddivisi in "analizzatori a tempo 
reale" e "analizzatori a scansione".  
Negli analizzatori a scansione un solo filtro selettivo viene utilizzato per separare, in 
successione, un armonica in modo da misurarne l'ampiezza o il valore efficace. Passando in 
rassegna, una dopo l'altra, tutte le armoniche è possibile ottenere lo spettro del segnale. E' 
condizione indispensabile che lo spettro del segnale (e quindi anche la sua forma d'onda) si 
mantenga costante per tutto il tempo necessario a completare la scansione.   
Gli analizzatori in tempo reale, invece, misurano contemporaneamente le ampiezze di tutte le 
componenti spettrali e sono dotati di risposta rapida, tanto da poter essere considerata come 
rappresentativa della evoluzione dello spettro. Essi sono pertanto indicati in tutti quei casi in 
cui la forma d'onda del segnale non si mantiene costante nel tempo, ma evolve rapidamente 
(segnali audio e segnali da essi derivati, ecc.).  
Gli analizzatori numerici ottengono lo spettro del segnale effettuando un campionamento di 
quest ultimo e quindi calcolando la trasformata discreta di Fourier ( DFT ) della sequenza di 
campioni con l algoritmo di FFT.  
La classificazione degli analizzatori può essere così riassunta : 
Analizzatori di spettro analogici  
o Analizzatori a scansione
 
a filtro selettivo accordabile  
a filtro selettivo a frequenza fissa e circuito supereterodina  
o Analizzatori a tempo reale
a banco di filtri 
Analizzatori numerici    
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1.2 Analizzatore analogico a scansione con filtro selettivo accordabile 
Il principio di funzionamento può essere descritto con riferimento allo schema a blocchi in 
figura : 
I componenti principali dello schema sono: il filtro selettivo, la cui frequenza di centro banda 
può essere variata per mezzo della tensione applicata ad un ingresso di controllo, ed il 
circuito rivelatore del valore efficace del segnale in uscita dal filtro. Il dispositivo di 
visualizzazione è costituito da un tubo a raggi catodici (CRT). Un generatore di rampa 
provvede a pilotare il filtro selettivo in maniera da portarlo a "spazzolare" lo spettro del 
segnale esaminando, in successione, le componenti presenti. Contemporaneamente la rampa 
provvede a pilotare anche la deflessione orizzontale del CRT in modo che sullo schermo 
compaia la traccia dello spettro con le frequenze in ascissa e le ampiezze delle armoniche 
sulle ordinate. Disponendo di un filtro sufficientemente selettivo è possibile eseguire 
misurazioni anche per segnali in bassa frequenza ove le armoniche sono separate da pochi 
hertz.  
Il problema di fondo degli strumenti a scansione è dovuto alla necessità di disporre di segnali 
stazionari per tutto il tempo corrispondente ad una scansione dello spettro. Questo tempo non 
può essere ridotto a piacimento perché vincolato dalla velocità di risposta del circuito 
RMS/DC che deve raggiungere la condizione di regime nel tempo in cui ogni singola 
armonica si trova nella banda passante del filtro. L altra problematica risiede nella difficoltà 
realizzativa di un filtro sufficientemente selettivo a frequenza di centro banda variabile    
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1.3 Analizzatore analogico a scansione con filtro selettivo a frequenza fissa e circuito 
supereterodina 
Per superare le difficoltà legate alla scansione con filtro a frequenza accordabile si ricorre al 
circuito supereterodina. Lo schema di principio è il seguente : 
Il filtro passa banda accordabile è stato sostituito con un filtro passa banda a frequenza di 
centro-banda fissa ( BPF ) e sono stati introdotti il mixer (circuito non lineare che permette di 
ottenere il prodotto di modulazione di due segnali), il VCO (oscillatore sinusoidale la cui 
frequenza di oscillazione è controllata da una tensione) ed un filtro passa-basso che limita la 
banda del segnale analizzabile ( LPF ).  
Il mixer effettua il mescolamento delle frequenze, infatti agisce nei confronti dei segnali al 
suo ingresso come un moltiplicatore : 
La frequenza fg del segnale in ingresso viene fatta traslare alle frequenze fVCO ± fg . La 
frequenza fVCO - fg è definita frequenza intermedia fi e rappresenta la frequenza di centro-
banda del filtro selettivo BPF collegato in uscita al mixer. Quindi l armonica a frequenza fg 
viene fatta traslare in modo da coincidere con la frequenza centrale del filtro selettivo e poter 
essere misurata dal circuito RMS/DC. 
 9
In seguito alla traslazione anche la frequenza immagine fim ( fg + 2 fi ) viene a coincidere con 
la frequenza intermedia fi producendo una distorsione nella misura. Questa componente è 
indesiderata e il compito del filtro LPF è quello di eliminare tale frequenza immagine. 
L oscillatore locale a frequenza variabile con continuità è ottenuto con un VCO controllato 
con un segnale modulante periodico a dente di sega. Ad ogni rampa del dente di sega 
corrisponde la scansione dell intervallo frequenziale desiderato. In sincronia con la scansione 
dell asse frequenziale, si prelevano le corrispondenti componenti dello spettro del segnale. 
I parametri tipici dell analizzatore di spettro a scansione sono : 
- RBW ( Resolution Bandwidth ) ; è la larghezza di banda a 3dB del filtro a frequenza 
intermedia. Una diminuzione di RBW aumenta la risoluzione frequenziale,ovvero 
l attitudine a distinguere componenti frequenziali differenti; di conseguenza rallenta il 
tempo di risposta. 
- Risoluzione frequenziale f ; tale parametro si misura inviando in ingresso all analizzatore 
un segnale con due componenti frequenziali distinte e se ne riduce progressivamente la 
distanza.   
f è la distanza frequenziale in corrispondenza della quale il valore dello spettro generato 
dalla fusione, nel punto di minimo locale, risulta 3 dB più in basso rispetto ai picchi. 
- Sensitività; è quell ampiezza del segnale in ingresso per cui la distanza tra il picco del 
segnale e il picco del rumore di fondo è di 3 dB. Tale parametro migliora all aumentare di 
RBW, perché se il filtro è più selettivo passa meno rumore. 
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-  Selettività; è il rapporto tra la banda a -60 dB e la banda a -3 dB della risposta del filtro a 
frequenza intermedia. A parità di RBW, più il valore di selettività risulta prossimo 
all unità, maggiormente selettivo risulterà il filtro. 
       
1.4 Analizzatore analogico a tempo reale con banco di filtri  
Gli analizzatori di spettro a scansione richiedono tempi di attesa più o meno lunghi per 
effettuare la scansione e per raggiungere la condizione di regime da parte dei filtri. Questo 
può essere un inconveniente in molte applicazioni come, ad esempio, lo studio dei transitori. 
Una strategia alternativa è mostrata in figura :  
Questo analizzatore utilizza una schiera di filtri passa-banda aventi banda contigua. Ciascun 
filtro preleva la componente spettrale corrispondente alla rispettiva frequenza centrale.  
 11
L ampiezza di ogni componente filtrata viene misurata con convertitore RMS/DC dedicato 
per ciascun canale. Il compito del MUX è quello di inviare ordinatamente le uscite di ciascun 
convertitore all apparato di visualizzazione ad ogni periodo del segnale di clock. 
L impiego di un convertitore per ciascun ramo riduce i tempi di elaborazione rispetto al caso 
di impiego di un unico convertitore a valle del MUX. L inconveniente, però, è legato 
all elevata occupazione di spazio e ai considerevoli costi dovuti alla presenza di un numero 
di componenti che è tanto maggiore quanto maggiore è l ampiezza dell intervallo 
frequenziale da rappresentare. Inoltre, la realizzazione dei filtri a banda stretta è più 
complessa al crescere della rispettiva frequenza centrale.      
1.5 Analizzatore numerico a FFT  
L analisi spettrale si può ottenere per elaborazione numerica di segnali acquisiti nel tempo. 
Avendo a disposizione i valori campionati del segnale nel tempo s(n t), è possibile ottenere i 
valori campionati S(m f) dello spettro del segnale eseguendo la trasformata di Fourier 
discreta (DFT) 
Partendo da N campioni reali nel tempo si ottengono N campioni complessi in frequenza, 
però solo i primi N/2 sono significativi ( gli altri hanno lo stesso modulo e fase opposta ).  
La risoluzione in frequenza f è pari al reciproco del tempo totale di acquisizione T ed è 
inversamente proporzionale al numero N di campioni acquisiti e all intervallo temporale di 
campionamento : 
La massima frequenza calcolata è invece pari a : 
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La DFT corrisponde al campionamento dello spettro del segnale solo se la frequenza di 
campionamento  fc = 1/ t  rispetta il teorema di Shannon : 
Altrimenti si verificano problemi di aliasing, infatti la discretizzazione nel tempo induce una 
periodicità in frequenza e questo può provocare sovrapposizioni dello spettro.  
  
Quando il numero N di campioni acquisiti è pari a una potenza di 2, l algoritmo DFT può 
essere semplificato, evitando di calcolare più volte termini identici e minimizzando,così, i 
tempi di elaborazione. Si ottiene in questo modo l algoritmo FFT ( Fast Fourier Transform ), 
che richiede  N·log2(N) operazioni invece di N2.  
L analizzatore di spettro a FFT è tipicamente chiamato DSA ( Analizzatore Dinamico di 
Segnali ) e il suo schema a blocchi è riportato in figura : 
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L elettronica di ingresso attenua o amplifica il segnale in modo da sfruttare al meglio il 
numero di bit del convertitore A/D. Il filtro passa-basso anti-aliasing LPF limita 
adeguatamente la banda del segnale; ha la caratteristica di essere piatto nella banda di utilizzo 
e scendere con pendenza molto elevata dopo la frequenza di taglio. Il circuito di 
campionamento (S-H) e conversione (ADC) permette di prelevare il segnale ad istanti di 
tempo discreti e convertirlo in digitale. Nella memoria RAM si salvano i campioni che 
successivamente vengono letti dal C ed elaborati dal DSP che implementa l algoritmo di 
FFT. Il C provvede alla visualizzazione dello spettro discreto pilotando opportunamente le 
placche di deflessione di un CRT. 
Il convertitore A/D viene fatto lavorare sempre alla solita frequenza di campionamento e 
questo consente di mantenere fisso il filtro anti-aliasing; di conseguenza la selezione della 
banda da visualizzare avviene esclusivamente tramite elaborazione digitale. Con il filtraggio 
digitale si effettua una decimazione dei campioni: ogni valore che si salva in memoria è 
ottenuto come media di n campioni nel tempo. Questa tecnica simula la diminuzione della 
frequenza di campionamento di un fattore n con conseguente riduzione della banda 
visualizzabile; dello stesso fattore si migliora la risoluzione frequenziale con evidente 
aumento del tempo di acquisizione.  
L algoritmo di FFT calcola lo spettro del segnale ottenuto periodicizzando una sua finestra 
temporale :  
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Lo spettro che si ottiene con la FFT è corretto se il segnale sotto esame è periodico e se la 
finestra temporale coincide con un multiplo del periodo. 
Se invece il segnale non è periodico oppure la finestra non è in fase con esso, si può 
verificare la situazione seguente : 
Il segnale periodicizzato si discosta da quello originario sia per la forma d onda che per il 
periodo a causa delle discontinuità agli estremi della finestra. I salti di fase indotti dalla 
fittizia periodicità introducono componenti spurie in frequenza che possono mascherare il 
segnale reale.  
Tale fenomeno può essere ridotto se si utilizza un altro tipo di finestra per prelevare il record 
temporale del segnale. Negli esempi sopra riportati la finestra è di tipo rettangolare, ovvero di 
valore unitario su un intervallo di durata T0 e nullo altrove; essa presenta uno spettro con lobi 
laterali molto pronunciati che distorcono lo spettro del segnale sotto esame.  
Per evitare le discontinuità nella ripetizione del segnale si adottano altri tipi di finestre che si 
annullano ai bordi e che hanno dei lobi meno marcati. Si riportano alcuni esempi :  
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La finestratura del segnale, però, introduce un altro problema: variando la fase della funzione 
finestra in relazione al segnale sotto analisi viene introdotta una lieve, ma apprezzabile, 
distorsione dello spettro ricavabile dalla FFT: basta esaminare la seguente figura in cui si è 
fatto uso, per semplicità, della finestra rettangolare per comprendere che i due segnali 
periodicizzati hanno spettri diversi:  
Per ridurre l incertezza provocata dalla aleatorietà della fase della finestra rispetto al segnale 
si possono effettuare più finestrature calcolando quindi la media dei diversi spettri ottenuti. 
Questa tecnica si chiama averaging e serve anche a eliminare interferenze e disturbi a valor 
medio nullo.     
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1.6 Misure con analizzatore di spettro  
L analizzatore di spettro ha la funzione di visualizzare lo spettro di un segnale elettrico. 
Questo consente di poter impiegare questo strumento per effettuare diversi tipi di misure di 
fondamentale importanza nell ambito delle applicazioni elettroniche.  
Risposta in frequenza di un quadripolo
Se lo strumento è dotato di due o più canali è possibile visualizzare la risposta in frequenza di 
un quadripolo (DUT). Si invia in ingresso al DUT un segnale Vin(t) che lo solleciti 
contemporaneamente a tutte le frequenze di interesse e si preleva il corrispondente segnale 
d uscita Vu(t). 
I segnali di stimolo e risposta vengono inviati ai due ingressi dell analizzatore, il quale li 
elabora visualizzando il rapporto fra le loro FFT: si ottiene così la risposta in frequenza di 
modulo e fase.  
 
L analizzatore rende disponibile sul terminale Source un segnale con spettro costante su tutto 
il range di frequenze di interesse come il rumore bianco perché si presta bene per il rilievo 
della risposta in frequenza.  
Analisi delle distorsioni armoniche
Se in ingresso ad un sistema che introduce distorsioni armoniche si invia una sinusoide a 
frequenza f0, in uscita si generano delle componenti a frequenze multiple di f0. Per 
quantificare l entità delle distorsioni armoniche si calcola il parametro THD :  
Vn è l ampiezza della componente a frequenza n·f0, mentre V1 è l ampiezza della 
fondamentale. 
Lo schema per la misura del THD di un quadripolo è il seguente : 
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Il generatore produce un onda sinusoidale a frequenza f0 che viene ripulita di eventuali 
componenti spurie tramite il filtro passa-banda per poi essere inviata in ingresso al DUT. In 
uscita dal DUT è posto un analizzatore di spettro che visualizza la componente f0 e le 
armoniche risultato della distorsione.   
Analisi delle distorsioni da intermodulazione
Se in ingresso ad un sistema che introduce distorsioni da intermodulazione si inviano due 
sinusoidi a frequenze f1 e f2, in uscita si generano componenti a frequenze che sono 
combinazione lineare delle frequenze di ingresso :  m·f1 ± n·f2 . Le distorsioni da 
intermodulazione si misurano con il seguente circuito : 
 
Misure di segnali modulati
L analizzatore di spettro è largamente impiegato nel campo delle telecomunicazioni; può 
essere utilizzato per effettuare misure su modulazioni di ampiezza e frequenza e su 
modulazioni di impulsi. La figura mostra lo spettro di un segnale modulato AM, con portante 
a frequenza fc e modulante a frequenza fm : 
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Dal grafico visualizzato sullo schermo dell analizzatore è possibile ricavare l indice di 
modulazione di ampiezza come rapporto tra le ampiezze di modulante e portante.  
Misure di rumore
L analizzatore permette di valutare l entità del rumore e dei segnali spuri rispetto ad un dato 
segnale utile. Nella figura seguente si può notare che al segnale che idealmente si suppone 
puro in frequenza si sommano dei disturbi su un vasto range di frequenze.  
Per avere un idea di quanto sia più basso il livello del rumore rispetto a quello del segnale 
utile, si misura in dB il rapporto tra la potenza del segnale e quella del rumore. La potenza 
del rumore si ricava integrando su una certa banda la potenza associata all intervallo di 1Hz 
espressa in dB/Hz.                 
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1.7   Prodotti commerciali  
Si riporta una breve panoramica di alcuni analizzatori di spettro numerici a FFT presenti sul 
mercato in modo da avere un idea dei loro costi e delle loro caratteristiche principali. Se ne 
prendono in considerazione 4 modelli     
SRS
 
SR760 e SR770
Il primo modello costa  $4950 e il secondo $6500.  
Le loro caratteristiche sono : 
- Banda massima visualizzabile variabile tra 191 mHz e 100KHz 
- Massima risoluzione di 476 Hz 
- 100KHz di Real-Time Bandwidth 
- Dinamica di 90 dB che può aumentare a 114 dB con l averaging 
- ADC da 16 bit con frequenza di campionamento di 256KHz 
- Singolo canale  
- Interfaccia IEEE-488.2 , RS-232 e con stampante 
- Compatibile con disco 3.5 DOS da 1.44Mb 
Il modello SR770 presenta un generatore interno per misure di rumore, distorsione e 
risposta in frequenza.   
SR780
Il costo è di $9950. Le sue caratteristiche sono : 
- 2 canali di ingresso ( single-ended o differenziale ) 
- Banda massima visualizzabile variabile tra 193.5 mHz e 102.4 KHz 
- Real-time bandwidth di 102.4 KHz 
- Dinamica di 90 dB che può aumentare a 145 dB con l averaging 
- Segnale in ingresso variabile tra 3.16mVp e 50Vp 
- Campionamento del segnale a 262 KHz 
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- Memorizzazione di 2Msamples, espandibile a 8MSamples con memoria 
esterna 
- Generatore interno di segnale 
- Interfacce come SR760 e SR770   
AGILENT
35670A
 
Ha un costo di $18300 e le seguenti caratteristiche : 
- ha un massimo di 4 canali e delle bande massime visualizzabili variabili: 
- 195.3 mHz ÷ 102.4 KHz / 1 canale 
- 97.7 mHz ÷ 51.2 KHz / 2 canali 
- 97.7 mHz ÷ 25.6 KHz / 4 canali 
- Dinamica di 90 dB 
- 256 KHz di Real-Time Bandwidth con 1 solo canale 
- Risoluzione massima di 122 Hz 
- ADC a 16 bit            
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CAPITOLO 2  
CARATTERISTICHE   DEL   PROGETTO   
Questo lavoro di tesi si propone di realizzare un analizzatore di spettro numerico a FFT con  
le seguenti caratteristiche principali: 
- Risoluzione d ampiezza di 18 bit 
- Frequenza di campionamento di 2 MHz 
- Banda massima analizzabile variabile tra  61 Hz  e  250 KHz 
- Risoluzione frequenziale variabile tra  233 Hz  e  1 Hz  
Lo schema di principio del sistema è il seguente : 
 
Rispetto al classico analizzatore di spettro numerico descritto nel capitolo precedente si nota 
una differenza significativa : il C non è abbinato ad un DSP che calcola la FFT dei campioni 
acquisiti. Il compito del C è quello di prelevare i dati che arrivano dall ADC con una 
frequenza ben precisa e salvarli in memoria; in un secondo momento effettua il trasferimento 
dei campioni dalla memoria al computer che li elaborerà con l algoritmo di FFT per poter 
calcolare e visualizzare lo spettro. Grazie al computer è possibile anche : 
- salvare su un file i campioni del segnale acquisito 
- visualizzare l andamento temporale del segnale 
- effettuare altre tipologie di trattazione del segnale ( filtraggio, ecc.. ) 
Questa soluzione è molto facile ed economica da implementare. Il fatto di sostituire il DSP 
con il computer rende il sistema meno costoso e meno complesso da un punto di vista 
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circuitale; in più con il computer si ha un elevata capacità di calcolo e una maggiore facilità 
nella programmazione. 
I vantaggi si riscontrano anche nella visualizzazione dello spettro; con una visualizzazione 
fatta su PC si ottiene una maggiore precisione e una più semplice elaborazione e trattazione 
grafica dei risultati.  
Bisogna considerare il fatto che il computer, essendo multitasking, non può essere 
interamente dedicato all applicazione in questione; questo non permette di inviare i campioni 
acquisiti direttamente al PC. Infatti ogni campione del segnale viene prelevato alla frequenza 
di 2 MHz e dovrebbe essere trasferito al computer tra un campionamento e un altro; se il 
computer sta eseguendo altre elaborazioni e non riesce a sincronizzarsi in tempo con il C si 
perde il campione. Per questo motivo durante l acquisizione del segnale si devono salvare i 
campioni in una memoria RAM in modo da avere un controllo sul rispetto delle tempistiche e 
sul sincronismo dei dispositivi che comunicano; la frequenza di clock del C rappresenta una 
precisa base dei tempi per rendere sincrone tutte le operazioni. Dopodiché, finita 
l acquisizione, si trasferiscono i campioni dalla memoria al PC in maniera asincrona.  
L analizzatore di spettro realizzato, oltre ai costi contenuti e alla semplicità circuitale e di 
programmazione, presenta anche una buona flessibilità abbinata ad una elevata precisione, 
infatti è possibile variare sia la banda che la risoluzione frequenziale del segnale che si vuole 
analizzare. Tutto questo avviene per via digitale e non analogica contribuendo ad un ulteriore 
semplificazione del sistema. 
Il filtro analogico LPF evita il fenomeno dell aliasing ed è stato progettato con una frequenza 
di taglio fissa pari a 250 KHz che rappresenta la massima banda visualizzabile. Questa 
specifica renderebbe sufficiente una frequenza di campionamento di 500 KHz per soddisfare 
il teorema di Shannon, però comporterebbe la realizzazione di un filtro anti-aliasing ideale, 
ovvero con pareti a pendenza infinita, per evitare la sovrapposizione delle bande ripetute. 
Invece l ADC preleva i campioni del segnale con una frequenza di 2 MHz e questo facilita la 
progettazione e realizzazione del filtro che si può rendere meno selettivo impiegando meno 
poli e meno componenti. 
Per realizzare il filtro si è usata la tecnica di Butterworth che garantisce una risposta 
massimamente piatta e un attenuazione di -3dB in corrispondenza della frequenza di taglio 
indipendentemente dall ordine del filtro. 
Il criterio per stabilire l ordine del filtro è quello di garantire che la sovrapposizione delle 
bande ripetute all interno della banda passante dia un contributo trascurabile, ovvero più 
piccolo della minima tensione analogica che l ADC riesce a sentire, e quindi inferiore a ½ 
LSB. 
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Il filtro è stato progettato per avere una frequenza di taglio fissa a 250 KHz; nonostante tutto 
l analizzatore di spettro offre la possibilità di poter variare la banda del segnale campionato e 
ridurla fino a 61 Hz : questo avviene tramite una tecnica di filtraggio digitale.  
Tramite software è possibile stabilire che, ogni N campioni acquisiti, si salva in memoria la 
loro somma in modo che il computer in un secondo momento possa calcolarne la media. 
Questa tecnica simula la diminuzione della frequenza di campionamento del fattore N : 
Perciò se N=1 si ha la massima frequenza di campionamento e ogni campione acquisito viene 
subito trasferito in memoria, altrimenti il salvataggio in memoria avverrà ogni gruppo di N 
campioni. 
La memoria RAM impiegata dall analizzatore di spettro ha la dimensione di 2 Mbyte e per 
salvare ogni somma di N campioni si dedicano 4 byte; quindi si possono salvare 512K 
somme. 
 
Se N=1 si salva direttamente il campione acquisito e quindi si occupano solamente i primi 18 
bit dei 32 assegnati a ciascun campione. Gli altri 14 bit servono ad estendere il dato da 18 
quando bisogna salvare le somme e risulta evidente che sarà possibile sommare fino a 2^14 ( 
16384 ) campioni ottenendo una banda equivalente pari a 61 Hz e una risoluzione in 
frequenza pari a 233 Hz. 
Se si esamina il caso N=1 ci si rende conto che, tra un acquisizione e un altra, il sistema deve 
effettuare la scrittura di 4 byte in memoria, quindi l accesso alla memoria deve essere 4 volte 
più rapido della frequenza di campionamento. Questa velocità non si riesce a raggiungere e 
per questo motivo si parte da un  Nminimo = 4 ; di conseguenza la massima frequenza di 
campionamento virtuale è di 500 KHz che soddisfa il teorema di Shannon visto che la 
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massima banda analizzabile è di 250 KHz. Perciò la massima velocità del sistema si 
raggiunge quando, ogni 4 campioni acquisiti, si salva la somma in memoria scrivendo 1 byte 
tra un acquisizione e un altra : 
Grazie alla tecnica del filtraggio digitale variabile con il parametro N, è possibile ottenere 
l analisi del segnale con banda e risoluzione frequenziale desiderate in base alle seguenti 
relazioni : 
 
Si può subito notare che all aumentare di N si riduce la banda, ovvero la massima frequenza 
visualizzabile, e si aumenta la risoluzione frequenziale. Aumenta anche il tempo di 
acquisizione del record di campioni : 
Nella seguente tabella si riportano i valori teorici di limite di banda, risoluzione e tempo in 
funzione del parametro N   
N min  =  4 N max = 16384 
B 250 KHz 61 Hz 
f 1 Hz 233 Hz 
T 1 sec 72 min 
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CAPITOLO 3  
HARDWARE   
Il sistema realizzato prevede un architettura hardware così composta : 
 
Il segnale da dover analizzare viene prima filtrato in modo da limitarne la banda ed evitare il 
fenomeno dell aliasing; dopodiché viene scomposto in due componenti differenziali le quali 
sono traslate e adattate in modo che assumano sempre valori positivi e compresi nella 
dinamica del convertitore A/D. Ogni campione acquisito e convertito su 18 bit viene 
prelevato dal PIC32 il quale, ogni N campioni, salva la loro somma nella memoria RAM 
esterna. Una volta terminata la fase di acquisizione del segnale, il PIC32 preleva i dati dalla 
memoria e li trasferisce al PC per l elaborazione. 
Tutto l hardware si può dividere in due grandi sezioni : 
- Digitale 
Comprende : 
- ADC 
- Memoria 
- Microcontrollore 
- Analogica
Comprende : 
- Filtro anti-aliasing 
- Traslatore di livello e adattatore di dinamica 
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SEZIONE DIGITALE
 
3.1   ADC  
Il convertitore A/D ha il compito di campionare il segnale analogico in ingresso ed effettuare 
la conversione su 18 bit. Il componente scelto è l AD7641 della Analog Devices con le 
seguenti caratteristiche : 
- Architettura SAR 
- Risoluzione NMC (No Missing Code) a 18 bit 
- Frequenza di campionamento fino a 2 MSPS 
- Ingresso differenziale variabile nel range ±Vref 
- Interfaccia parallela ( 18, 16 o 8 bit ) oppure seriale 
- Riferimento interno ( 2.048 V ) oppure esterno ( fino a 2.5 V ) 
- Oscillatore interno 
- Range dinamico di 95.5 dB 
- Rapporto Segnale-Rumore di 93.5 dB 
- INL = ± 2 LSB 
- Errore di offset : ± 15 LSB  Max 
- Errore di guadagno : ± 0.25 % del Fondo Scala 
- Alimentazione da 2.5 V per le parti analogico e digitale; alimentazione fino a 3.6 V 
per l interfaccia digitale I/O 
Oltre all ottima risoluzione abbinata ad un elevata frequenza di campionamento, questo 
convertitore A/D presenta il grande vantaggio di avere un ingresso di tipo differenziale che 
reietta i segnali a modo comune come i disturbi e converte solo il segnale utile.  
L AD7641 ha la seguente piedinatura : 
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I pin MODE0 e MODE1 permettono di selezionare il tipo di interfaccia dei dati in uscita tra 
le 4 modalità possibili :  
I pin WARP e  /NORMAL consentono la scelta della modalità operativa del convertitore tra 
3 possibilità : 
La modalità Normal corrisponde ad una frequenza massima di campionamento di 1.5 MSPS 
e non ci sono vincoli sulla frequenza minima. Invece nelle modalità Warp e Wideband Warp 
le frequenze di campionamento consentite vanno da un minimo di 1 KSPS fino ad un 
massimo di 2 MSPS. La differenza tra queste due modalità sta nel fatto che la seconda 
garantisce un lieve miglioramento della linearità e del THD rispetto alla prima.  
I segnali coinvolti nella conversione sono /CNVST  e  BUSY. Un fronte in discesa del primo 
avvia la conversione; di conseguenza il secondo va alto e ci rimane fino al completamento 
della conversione e alla memorizzazione del dato nel registro interno. Quindi il fronte in 
discesa di BUSY può essere usato come il segnale di dato pronto con la possibilità di iniziare 
una nuova conversione. 
I pin /RD e /CS controllano l interfaccia dei dati in uscita. Quando sono entrambi bassi, 
allora l interfaccia è abilitata; se almeno uno dei due è alto, allora le uscite sono in alta 
impedenza. Questa funzionalità è molto utile quando si vuole collegare l A/D alle linee di un 
bus condivise con altri dispositivi. 
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Con i pin /PDREF  e  /PDBUF è possibile scegliere quale tensione di riferimento usare.  
Se sono entrambi bassi, allora il riferimento è interno : è presente sul pin REFBUFIN una 
tensione di 1.2 V prodotta internamente che viene amplificata da un buffer interno 
producendo in uscita sul pin REF una tensione di 2.048 che fa da riferimento. 
Ponendo /PDREF alto e /PDBUF basso si disabilita il riferimento interno e la tensione di 
1.2V sul pin REFBUFIN viene imposta dall esterno e , visto che il buffer interno è abilitato,  
si ottiene comunque la tensione di 2.048V sul pin REF. 
Invece con /PDREF e /PDBUF posti a livello alto, il buffer interno è disabilitato e bisogna 
imporre direttamente sul pin REF una tensione di riferimento che può assumere un valore 
fino a 2.5V.  
IN+  e  IN- sono gli ingressi analogici differenziali. Il convertitore, quindi, fa la conversione 
della loro differenza che può variare nel range  ±Vref. Invece su ogni ingresso sono ammesse 
solo tensioni positive fino a 2.5V. In figura si mostrano le forme d onda di V+, V- e della 
loro differenza nel caso in cui assumono i valori di ampiezza massima ammessi : 
 
I due ingressi differenziali hanno lo stesso valor medio che, essendo un segnale a modo 
comune, viene reiettato. Quindi l A/D farà la conversione sulla differenza delle componenti 
differenziali di V+ e V- . 
La conversione avviene secondo la seguente funzione di trasferimento supponendo una 
tensione di riferimento esterna di 2.5 V : 
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Come si può notare le soglie sono fissate in ½ LSB. Questo riduce il valore assoluto 
dell errore di quantizzazione.  
Altri pin significativi sono PD e RESET. Il PD se portato alto consente il power-down del 
dispositivo con conseguente riduzione del consumo di potenza e inibizione delle conversioni 
dopo aver portato a compimento quella corrente. Se invece viene portato basso, allora l ADC 
va in power-up e parte un processo di inizializzazione durante il quale le prime 128 
conversioni dovrebbero essere ignorate. Il RESET, invece, se portato alto resetta il 
dispositivo annullando la conversione in corso e pone le uscite in alta impedenza; una volta 
portato basso, inizia un processo di inizializzazione durante il quale  il BUSY è alto e appena 
quest ultimo va basso è possibile iniziare le conversioni.  
In questo progetto l AD7641 è stato impiegato : 
- in modalità wideband warp in modo da lavorare con una frequenza di 2MSPS ( 
WARP e /NORMAL alti ) 
- con interfaccia parallela a 18 bit ( MODE1 e MODE0 bassi ) 
- riferimento esterno di 2.5 V  fornito dal MAX6225  
Si riporta la connessione circuitale dell A/D :  
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Il microcontrollore(uC) gestisce i segnali per: 
- mandare in power-down o power-up l A/D ( PD) 
- abilitare o mandare in alta impedenza l uscita parallela del dispositivo ( /CS e /RD ) 
- iniziare una conversione ( /CNVST ) 
Riceve dall A/D : 
- il segnale di fine conversione e dato pronto ( BUSY ) 
- i 18 bit in parallelo risultato della conversione  
Il dispositivo si resetta all accensione quando la capacità risulta cortocircuitata mandando il 
segnale RESET alto; poi la capacità si carica e il RESET va basso.  
Da notare i valori delle tensioni di alimentazione : 2.5 V per Analog e Digital Supply; mentre 
3.3 V per la Digital Interface Supply in modo che l interfaccia dell A/D abbia livelli logici 
compatibili con quelli del uC che viene alimentato, appunto, con una tensione di 3.3 V. Su 
ogni alimentazione sono presenti delle capacità ceramiche di by-pass verso la massa che è 
unica sia per la parte analogica, sia digitale, sia di interfaccia.  
Altra osservazione da fare è sull uso delle resistenze da 150  per collegare i pin PDREF e 
PDBUF a livello alto : servono a limitare la corrente che scorre su questi pin in particolar 
modo al momento dell accensione.  
Figurano delle capacità anche sui pin REF e REFBUFIN; servono a disaccoppiare i relativi 
pin dal REFGND che è la massa dei riferimenti di tensione la quale è a comune con le altre 
masse del sistema.             
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L AD7641 è un componente SMD ed è stato saldato su una scheda PCB che porta i segnali 
del convertitore su dei connettori DIP in modo da poter inserire la scheda stessa su uno 
zoccolo. Si riporta il pinout  e il PCB della scheda con l A/D :  
 
Le piste dei pin PDREF e PDBUF sono lasciate flottanti perché su queste si salderanno le 
resistenze da 150  verso la tensione da 2.5V. 
Il pin REF è collegato ad un connettore dove applicare il riferimento esterno di 2.5V.  
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3.2  MEMORIA  
Nel sistema è necessaria la presenza di una memoria dove poter salvare i campioni acquisiti 
con l A/D e, dato che si vogliono prelevare più campioni possibili del segnale e visto che la 
memoria dati del uC non è sufficiente, si impiega una memoria RAM esterna. È impensabile 
inviare direttamente ogni campione acquisito al computer; questo trasferimento in tempo 
reale richiederebbe molto tempo, infatti bisogna prima sincronizzare microcontrollore e 
computer e poi inviare il dato a 18 bit. In più tutto questo deve avvenire alla frequenza di 
2MHz, cioè tra un campionamento e un altro.  
Il dispositivo selezionato è il CY62167DV30 con le caratteristiche : 
- 1 M x 16 
- Ciclo di scrittura e lettura : 55 ns 
- Architettura CMOS statica 
Si riporta la piedinatura del dispositivo e lo schema logico a blocchi:  
  
 33
Per gestire una memoria da 1M x 16 sono necessari 20 bit di indirizzo e un bus da 16 linee. 
Questo dispositivo da la possibilità di trattare separatamente i 2 byte di ciascuna locazione di 
memoria gestendo opportunamente i segnali /BHE e /BLE :  
 
L alta impedenza delle linee di uscita si può ottenere anche con il segnale /OE portato alto. 
Il segnale /WE è quello che consente la lettura e scrittura. Se /WE è alto avviene la lettura, 
infatti si disabilitano i buffer di ingresso e si abilitano i buffer di uscita; per la scrittura, 
invece, bisogna portare basso il /WE.  
I segnali /CE1 e CE2 sono quelli che abilitano oppure mandano in power-down la memoria. 
Per l abilitazione bisogna avere il primo basso e il secondo alto; in tutti gli altri casi la 
memoria risulta spenta. Questo si può ottenere anche con /BHE e /BLE entrambi alti.  
Per poter scrivere e leggere in memoria sono proposte diverse modalità anche se quelle che 
sono state utilizzate sono le seguenti :  
LETTURA  
 
SCRITTURA  
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La lettura del dato contenuto nella locazione indirizzata è molto semplice: è sufficiente che la 
memoria sia accesa e che siano abilitati i buffer di uscita. 
Per la scrittura è importante che i segnali coinvolti siano attivi :  
- /WE, /CE1 = 0   
- /BHE  or/and  /BLE = 0 
- CE2 = 1 
La scrittura termina quando almeno uno di questi segnali diventa inattivo e quindi le 
temporizzazioni ( come il data set-up time ) devono essere riferite al fronte del segnale che 
termina la scrittura. Nella modalità illustrata il controllo di fine scrittura viene svolto dai 
segnali /CE1 e CE2 e quindi i 25 ns di set-up sono valutati rispetto al fronte di questi segnali. 
Inoltre è importante garantire che il dato da scrivere venga posto in ingresso quando i buffer 
di uscita sono disabilitati e quindi dopo che /WE è andato basso.  
Un opzione molto utile che offre questo dispositivo è quella di poter configurare la memoria  
come 2M x 8 . Questo si ottiene collegando a massa il pin /BYTE e sfruttando il pin 45 come 
21° bit di indirizzo. Le linee di I/O valide sono quelle meno significative ( I/O0 I/O7 ); 
quindi bisogna tenere /BHE alto e /BLE basso. Nel sistema la memoria è stata utilizzata in 
questa configurazione. Quindi c è bisogno di generare 21 bit di indirizzo e gestire un bus dati 
di 8 bit.      
Per generare gli indirizzi si utilizzano 3 contatori binari da 8 bit ciascuno. Questa scelta è 
motivata dal fatto che non si può far generare al microcontrollore 21 bit di indirizzo sia 
perché non ci sono a disposizione 21 pin liberi e sia perché si renderebbe molto complesso il 
circuito.  
La sigla del componente è  SN74HC590AD e se ne riporta la piedinatura e il diagramma 
temporale :  
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Il componente prevede al suo interno, oltre al contatore, anche un registro che memorizza lo 
stato del conteggio; le 8 uscite parallele del dispositivo corrispondono alle uscite del registro. 
C è la possibilità di utilizzare due clock distinti per contatore e registro anche se entrambi 
sono attivi sul fronte in salita. Se questi due clock sono connessi insieme si ottiene come 
risultato che il conteggio del contatore è un unità avanti rispetto al registro. Il dispositivo è 
dotato anche dei pin : 
- /CCKEN che, se portato basso, abilita il clock 
- /OE che, messo a livello alto, manda in alta impedenza le uscite del registro interno 
- /CCLR che, sul fronte in salita, resetta il conteggio  
- /RCO che segnala il ripple-carry. Questo è utile per collegare in cascata più contatori 
e ottenere una catena di conteggio più estesa; si collega /RCO di uno stadio con il 
clock CCLK dello stadio successivo.  
Lo schema di connessione della memoria è il seguente : 
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Come si può notare, avendo collegato il pin /BYTE a massa, la memoria è impiegata nella 
configurazione  2M x 8. Questo consente al uC di gestire solo 8 linee del data bus e non 16 
come per la configurazione 1M x 16. Le linee da attivare sono I/O0.. I/O7, quindi si collega a 
Vcc il pin /BHE e a massa il pin /BLE. A massa sono collegati anche i pin /OE, che abilita le 
uscite, e il pin /CE1 che, in concomitanza con CE2 alto, abilita la memoria. Proprio 
quest ultimo pin, insieme a /WE, è pilotato dal uC che è in grado, perciò, di stabilire quando 
la memoria deve essere accesa o spenta e quale operazione effettuare. 
Gli indirizzi, invece, sono prodotti dai 3 contatori binari in cascata : il uC genera il clock solo 
per il primo contatore che è quello che fornisce gli 8 bit meno significativi dell indirizzo; i 
clock degli altri due contatori coincidono con il ripple-carry dello stadio precedente. Si 
osservi che RCLK e CCLK coincidono. 
Il uC può comandare l abilitazione del conteggio tramite /CCKEN e il suo azzeramento con 
/CCLR. 
La tensione di alimentazione Vcc è di 3.3 V in modo che i livelli logici siano compatibili con 
quelli del uC.                      
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Anche memoria e contatori sono componenti SMD e sono stati piazzati su una stessa scheda 
PCB portando i segnali di interesse su connettori esterni in modo da poter inserire la scheda 
stessa su uno zoccolo. Si riportano schematico e PCB :    
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3.3   MICROCONTROLLORE  
Il microcontrollore impiegato nel sistema è il PIC32MX440F512H con le seguenti 
caratteristiche principali : 
- Architettura RISC a 32 bit 
- 5 stadi di pipeline 
- Frequenza massima di 80 MHz 
- Memoria Flash da 512K per contenere il programma 
- Memoria SRAM da 32K per contenere i dati 
- Modulo USB incorporato per far svolgere al PIC sia il ruolo di host che di periferica 
in una comunicazione USB 2.0 
- MDU ( Multiply/Divide Unit) per eseguire operazioni di moltiplicazione e divisione 
in parallelo alla IU( Integer Unit)  
- JTAG e ICSP Controller per la programmazione e il debugging 
- 16 convertitori A/D da 10 bit 
- 5 Timer da 16 bit 
- Un massimo di 51 pin di I/O su un totale di 64 pin disponibili  
Si riporta la piedinatura del PIC32 :  
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Le alimentazioni Vdd ( per la logica delle periferiche e per i pin di I/O ) e AVdd ( per i 
moduli analogici ) assumono valore di 3.3 V e necessitano di capacità ceramiche di 
disaccoppiamento verso massa ( Vss e AVss ) da 100 nF e 1 nF in modo da filtrare i disturbi 
sull alimentazione anche alle alte frequenze.  
Il PIC32 è dotato di un regolatore interno che viene abilitato collegando il pin ENVREG a 
Vdd; la tensione di uscita di 1.8V del regolatore è sul pin VCAP/VDDCORE e deve essere 
stabilizzata con una capacità al tantalio da 10 F collegata verso massa.  
Tale capacità è necessaria anche quando il regolatore è disabilitato ( ENVREG a massa ) e 
sul pin VCAP/VDDCORE si applica una tensione dall esterno.  
Il pin /MCLR è quello che, portato basso, resetta il dispositivo; insieme ai pin PGEC e 
PGED, consente la ICSP ( In-Circuit Serial Programming ) per la programmazione e il 
debugging. Il programmatore, infatti, utilizza il pin /MCLR per applicare al uC la tensione di 
programmazione di +12V, invece sul pin PGEC invia un clock sincrono e con il pin PGED 
scambia dati in maniera sincrona e seriale.  
Il PIC32 necessita di diversi clock, i 3 principali sono : 
- Clock di sistema ( SYSCLK ), impiegato dalla CPU e da alcune periferiche ( DMA, 
Controllore di interrupt,  ) 
- Clock del bus delle periferiche ( PBCLK ), usato dalla maggior parte delle periferiche 
- Clock USB ( USBCLK ), adoperato dalla periferica USB 
Questi clock possono essere generati da una delle seguenti 4 sorgenti : 
- Oscillatore primario esterno ( POSC )  
Ha sei modi operativi elencati nella tabella  
  
Gli ultimi tre corrispondono ai primi tre con la combinazione del modulo PLL interno 
al PIC. Le modalità HS e XT sono molto simili: si connette un cristallo al quarzo o un 
risonatore ceramico tra i pin OSCI e OSCO con la differenza che il modo HS è 
caratterizzato da una potenza, guadagno dell inverter e frequenza più alta del modo 
XT 
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Il modo EC, invece, prevede che sul pin OSCI si applichi un clock esterno generato 
da un driver CMOS e il pin OSCO può essere configurato o come un normale pin I/O 
oppure come pin di output del PBCLK  
Se si impiega il PLL interno è possibile, a partire dalla frequenza della sorgente, 
ottenere la frequenza di clock desiderata; configurando i bit di particolari registri 
interni è possibile stabilire : 
- il fattore di divisione della frequenza in ingresso al PLL 
- il fattore di moltiplicazione del PLL 
- il fattore di divisione della frequenza in uscita dal PLL  
- Oscillatore secondario esterno ( SOSC ) 
Si collega tra i pin SOSCI e SOSCO un cristallo da 32.768 KHz; tale soluzione è 
pensata per operazioni a bassa potenza.  
- Oscillatore Interno Veloce di tipo RC ( FRC ) 
L oscillatore RC fornisce una frequenza di 8 MHz che è possibile regolare tramite la 
combinazione dei fattori di divisione e moltiplicazione del PLL.  
- Oscillatore Interno Lento di tipo RC ( LRC ) 
Oscilla ad una frequenza nominale di 31.25 KHz e fa da sorgente per Power-Up 
Timer, Watchdog Timer, Fail Safe Clock Monitor e circuiti di riferimento del PLL. È 
utile quando bisogna fornire il clock ad un applicazione dove è critico il consumo di 
potenza e non è richiesta grande accuratezza temporale.  
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Infine è importante dire che è possibile effettuare via software sia lo switch dinamico della 
sorgente del clock e sia la riduzione della frequenza o addirittura l arresto del clock per 
ridurre il consumo di potenza.  
Le periferiche più semplici del PIC sono i pin di I/O che consentono di monitorare e 
controllare altri dispositivi. Alcuni di questi pin sono multiplexati con altre funzioni in modo 
da ottenere maggiore flessibilità, perciò possono essere sia di tipo digitale che analogico. 
Tutte le porte di I/O nella configurazione digitale hanno 2 registri abbinati: 
- TRIS, per programmare la direzione dei pin della porta 
Se il bit associato al pin vale 1 allora è un pin di input e può essere o un buffer 
TTL oppure un trigger di Schmitt 
Se il bit viene posto a 0 allora il pin è di output e corrisponde ad un driver CMOS 
oppure può essere configurato come open-drain 
- PORT, per leggere lo stato corrente dei segnali applicati ai pin della porta 
Se invece si dovesse scrivere in questo registro, il risultato sarebbe quello di 
caricare il dato nel latch associato alla porta 
Non tutti i pin di I/O delle porte sono implementati sul uC; per esempio sul  PIC impiegato 
nel sistema che è a 64 pin non è presente la porta A, mentre delle altre porte sono presenti 
solo i seguenti pin :  
 
I pin mancanti sono letti come 0. 
Alcuni pin possono essere configurati come ingressi analogici e quindi usati dai convertitori 
A/D oppure dai comparatori interni al PIC. L altra configurazione possibile è come uscite 
analogiche, per esempio per fornire le tensioni di riferimento fisso su un ingresso di un 
comparatore del PIC. La massima corrente che può essere erogata o assorbita da un pin di 
I/O è di 25 mA; mentre per un intera porta tale limite è di 200 mA. 
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Il microcontrollore è il cuore del sistema perché permette di gestire e coordinare le 
operazioni svolte da ADC e memoria e in più trasferisce dati al computer. Quindi svolge un 
ruolo centrale di comando e smistamento del flusso di dati, infatti: 
- invia all ADC il comando di inizio acquisizione 
- preleva il campione convertito su 18 bit 
- ogni N campioni prelevati, ne salva la somma nella memoria RAM scrivendo 1 byte 
per volta 
- terminata la fase di acquisizione, legge i campioni dalla memoria e li trasferisce al 
computer che li elaborerà      
Si riporta lo schema di connessione del PIC32 :  
 
I segnali con cui il PIC va a pilotare memoria e ADC sono stati già analizzati anche se c è da 
fare una considerazione sul bus dati che è condiviso tra i tre dispositivi; infatti, per evitare 
ulteriore ingombro circuitale, le 8 linee del bus dati della memoria sono multiplexate sulle 8 
 43
linee meno significative del bus dati tra PIC e ADC che è formato da 18 bit. Il PIC abiliterà 
in tempi alterni le uscite di memoria e ADC in modo da non creare conflitti sul bus. Le 18 
linee dati non possono essere mappate su un unica porta perché il PIC non ne ha a 
disposizione una libera con queste dimensioni. Quindi bisogna suddividere il dato sulle porte 
B e D del PIC e precisamente : 
-  i 14 bit  DATA [13..0]   corrispondono ai pin   RB [15..2] 
-  i 4 bit  DATA [17..14]   corrispondono ai pin   RD [11..8] 
Ovviamente gli 8 bit della memoria corrispondono a RB [9..2].  
Come sorgente per il clock di sistema si è scelto l oscillatore primario esterno collegando tra 
i pin OSC1 e OSC2 un cristallo al quarzo da 8 MHz con delle capacità di carico da 20 pF. La 
frequenza iniziale di 8 MHz, tramite il PLL interno, viene portata a 80 MHz, quindi il PIC 
lavora alla sua frequenza massima nella modalità XTPLL.  
Tramite il circuito di pull-up resistivo-capacitivo si realizza il power-on-reset, quindi il PIC si 
resetta nel momento dell accensione. Se si volesse resettare a PIC acceso, è sufficiente 
chiudere, tramite un tasto, l interruttore collegato in parallelo alla capacità.  
Il connettore a 5 terminali in figura serve a collegare il programmatore quando si vuole 
caricare un codice eseguibile nella memoria flash del PIC oppure quando si vuole effettuare 
un operazione di debug. Il programmatore impiegato è il PICkit 2 della Microchip e se ne 
riporta lo schema di connessione e piedinatura : 
 
Da un lato è collegato via USB al computer, dall altro è connesso alla scheda con il PIC 
tramite 5 piedini. 
Il pin1 è collegato al /MCLR del PIC perché, oltre a fornire la tensione di programmazione di 
+12 V, consente via software di bloccare il PIC nello stato di reset e questa funzione è utile 
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quando si vuole evitare che il PIC esegua del codice prima o dopo la programmazione. In 
fase di programmazione è buona norma non fornire l alimentazione da 3.3V al circuito R-C 
di power-on-reset in modo da evitare conflitti di tensione sul pin. 
Il pin 2 è quello sul quale è presente la tensione di alimentazione del target; si può scegliere 
di alimentare il PIC con il PICkit impostando via software il valore di tensione desiderato ( in 
questo caso 3.3V ) oppure si lascia che il PIC continui ad essere alimentato dalla tensione 
3.3V fornita dalla scheda. 
Il pin 3 è il riferimento per la tensione di alimentazione del target e in questo caso coincide 
con la massa del sistema. 
Il pin 4 serve al PICkit per fornire al PIC il clock sincrono per la programmazione. 
Il pin 5 è bidirezionale e serve a trasferire i dati della programmazione in maniera seriale. 
È importante sottolineare che per queste due linee ICSP sono dedicati i pin RB1 e RB0 del 
PIC in maniera esclusiva. 
Il pin 6 non è utilizzato.     
Il PIC trasferisce i dati al computer tramite il modulo UM245R che usa un FT245RL per 
realizzare l interfaccia tra USB del computer e uscita parallela del PIC. Il FT245RL è un 
dispositivo che integra al suo interno:  
- la memoria EEPROM contenente le informazioni identificative della comunicazione 
USB 
- il generatore di clock  
- le resistenze necessarie sulle linee della USB 
- un regolatore con una tensione di uscita di 3.3V 
- un registro FIFO a 8 bit abbinato all interfaccia parallela 
Si riporta la piedinatura del modulo: 
 45
I pin DB [7..0] rappresentano il bus dati parallelo a 8 bit che si collega ai pin RE [7..0] del 
PIC. Gli altri 4 segnali che PIC e UM245R si scambiano servono per sincronizzare le 
operazioni di scrittura e lettura di un dato e precisamente : 
- per la lettura 
·  RXF;  tipicamente è alto, ma, se portato basso dal FT245, segnala che c è un dato 
disponibile da leggere nel registro FIFO 
·   RD;   portato basso dal PIC, permette di caricare il byte contenuto nel registro sulle 
8 linee del bus   
- per la scrittura 
·  TXE;  quando il FT245 lo forza basso, comunica al PIC che è possibile scrivere un 
dato nel registro FIFO 
·   WR;  il PIC, eseguendo una transizione da alto a basso di questo segnale, abilita il 
FT245 a caricare nel proprio registro il byte che il PIC stesso ha 
precedentemente inviato sul bus  
 
Sul modulo sono presenti due jumper :  
- J2;  serve a stabilire con quale tensione alimentare il modulo 
Il pin1 di questo jumper coincide con il pin USB del modulo; su questo pin è 
presente la tensione di 5V tipica della porta USB 
Il pin2, invece, coincide con il pin Vcc sul quale bisogna applicare la tensione di 
alimentazione del modulo. 
Se i due pin sono collegati (come in figura) allora il modulo è alimentato dalla 
USB; altrimenti sul pin Vcc bisogna imporre un alimentazione esterna. 
- J1;  serve a selezionare il livello di tensione dell interfaccia parallela 
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Il pin1 di questo jumper coincide con il pin 3V3 del modulo sul quale esce una 
tensione di 3.3 V fornita da un regolatore interno al FT245. Il primo scopo di 
questo pin è fornire la tensione a quei dispositivi interni legati all interfaccia con 
l USB. 
Il pin3, invece, coincide con il pin Vcc. 
Il pin 2, infine, corrisponde al pin VIO sul quale bisogna applicare la tensione con 
la quale alimentare l interfaccia parallela dei dati e dei segnali di controllo. 
Collegando i pin 1 e 2 (come in figura), l interfaccia verso il PIC è alimentata a 
3.3V e questo rende compatibili i livelli logici tra i due dispositivi quando 
comunicano.  
Altrimenti, unendo i pin 2 e 3, si può avere un interfaccia a 5V ( a patto che siano 
uniti i pin di J2 ). 
La terza opzione è applicare direttamente sul pin VIO un alimentazione esterna 
compresa tra 1.8V e 2.8 V se si desiderano livelli di tensione più bassi.                       
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Il PIC è un componente SMD ed è stato saldato su una scheda PCB insieme agli zoccoli per  
i componenti con i quali comunica ( ADC, memoria, UM245R ) . Si riporta schematico e 
PCB della scheda :   
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L ultimo aspetto da analizzare riguarda la modalità con la quale sono fornite le tensioni di 
alimentazione ai diversi dispositivi presenti sulla scheda; nella figura seguente se ne riporta 
una schematizzazione :  
 
La scheda viene alimentata dalla porta USB del computer; il modulo UM245R, grazie al fatto 
che i pin del J2 sono collegati, è alimentato con la tensione di 5V della USB, mentre  
l interfaccia parallela è alimentata con 3.3V avendo collegato insieme i pin 1 e 2 di J1. Sul 
pin USB del modulo è presente la  tensione di 5V dalla quale bisogna ricavare le 
alimentazioni per tutti i componenti sulla scheda. A questo ci pensano i due regolatori lineari 
ADP1715 che, dalla tensione di ingresso di 5V, forniscono in uscita le tensioni fisse di 2.5V 
e 3.3V. Si riporta la piedinatura e la connessione circuitale del regolatore :  
Tale regolatore ha un range della tensione di ingresso che può variare da 2.5V fino a 5.5V e 
esistono 16 diverse versioni in base al valore di tensione fissa prodotto in uscita. La massima 
corrente che riesce ad erogare è di 500 mA, può essere spento portando basso il pin EN, offre 
l opzione di regolare il tempo di start-up scegliendo il valore della capacità da collegare sul 
pin SS. Si aggiungono delle capacità ceramiche da 2.2 F sia sull ingresso che sull uscita in 
modo da filtrare le variazioni di tensione.  
 49
Sui percorsi delle alimentazioni sono piazzati dei jumper che in figura sono stati 
rappresentati con degli interruttori.  
Per il normale funzionamento della scheda si chiudono J3 e J5; in questo modo PIC e 
memoria sono alimentati con 3.3V, mentre l ADC riceve i 3.3V, per alimentare l interfaccia 
di uscita digitale, e i 2.5V, per alimentare i moduli interni analogici e digitali.  
Quando bisogna programmare il PIC si apre J5 in modo da disattivare il circuito di power-
on-reset sul pin /MCLR e poter collegare il programmatore senza rischiare conflitti; la 
tensione di alimentazione al PIC verrà fornita dal PICkit. Da notare che, in questa fase, ADC 
e memoria si possono anche lasciare alimentati. 
È presente anche un terzo jumper J4 che si può impiegare per fornire alla scheda 
un alimentazione esterna nel caso in cui il fabbisogno di corrente sia superiore ai 500mA 
massimi che la porta USB può garantire. In tal caso bisognerà aprire J3.  
Sulla scheda il riferimento di massa è unico e corrisponde con la massa della porta USB del 
computer.                      
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SEZIONE  ANALOGICA
  
3.4   FILTRO ANTIALIASING  
Il compito del filtro passa-basso è quello di definire e limitare la banda del segnale in 
ingresso affinchè sia soddisfatto il teorema di Shannon sul campionamento; in più permette 
di evitare il fenomeno dell aliasing, ovvero il filtraggio deve essere tale che la 
sovrapposizione delle bande ripetute dia un contributo inferiore a  ½ LSB dell ADC. 
Visto che l ADC ha una tensione di riferimento di 2.5V, e visto che l intervallo di tensione 
[+Vref ÷ -Vref]  è suddiviso in 2^18 livelli, si ha :  
½ LSB  = ½ · ( ( 2·Vref ) / 2^18 ) =  ½ · ( 5 V / 262144 ) = 9.5367 V   
Il valore di ½ LSB corrisponde ad un attenuazione di 108 dB (  20log1/ ( 2^18 )  ) rispetto alla 
tensione Vref. 
Il filtro, dunque, in corrispondenza della frequenza di taglio, deve far passare la banda 
ripetuta con attenuazione di almeno  108 dB :  
La banda passante del filtro è caratterizzata dalla frequenza di taglio di 250 KHz e un 
guadagno unitario. La stessa, in seguito al campionamento, è periodicizzata in frequenza e si 
riporta la prima banda ripetuta che è centrata sulla frequenza di campionamento di 2 MHz. Si 
può notare una certa simmetria; infatti è uguale il valore di ampiezza che una banda assume 
in corrispondenza della frequenza di taglio dell altra. Bisogna trovare, perciò, la pendenza 
che fa si che alle frequenze di taglio ci sia un attenuazione di almeno 108 dB. 
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Se n è l ordine del filtro di Butterworth, allora la pendenza della risposta è : 
- n·20 dB/decade  
  oppure  
- n·6 dB/ottava 
Visto che la frequenza di 1.75 MHz è 2.75 ottave dopo la frequenza di 250 KHz, allora 
bisogna imporre : 
( - n·6 dB/ottava ) · 2.75 ottave =  - 108 dB  
Si ricava  n = 6.54 
Quindi l ordine necessario per il filtro è almeno 7. 
Per maggiore selettività a parità di componenti è stato realizzato un filtro di ordine 8.  
Il filtro è stato progettato con un guadagno unitario e con un range di tensione in ingresso di 
± 5V. Avere un guadagno unitario evita la saturazione degli operazionali, infatti con una 
tensione di alimentazione di almeno ±12V si riesce ad ottenere facilmente il range di tensione 
in uscita di ±5V senza distorsioni. Nella scelta degli operazionali con cui realizzare il filtro, 
oltre a valutare quale swing di tensione in uscita riescono a garantire in funzione della 
tensione di alimentazione, bisogna considerare anche come tale swing dipende dalla 
fequenza; infatti dopo una certa frequenza questo parametro si riduce e avere un range 
contenuto in ±5V permette si sentire meno questo problema. Un altro aspetto da considerare 
è la massima corrente che gli operazionali riescono a fornire in uscita; con un range di 
tensione di ±5V e opportuno ordine di grandezza delle resistenze d uscita dei vari 
operazionali è più facile evitare che scatti la protezione sul cortocircuito dell uscita.  
Visto che la tensione d uscita del filtro varia tra ±5V, allora tra filtro e ADC è presente un 
adattatore di dinamica che dimezza il segnale in modo da non superare la tensione di 
riferimento di 2.5V dell A/D. 
Come già dimostrato, la minima tensione analogica che l A/D riesce a convertire è di 9.5 V. 
Quindi la minima tensione convertibile che si può applicare in ingresso è il doppio :  19 V. 
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Bisogna fare in modo che il rumore introdotto dal filtro non superi il valore di 19 V affinchè 
non alteri la cifra meno significativa della conversione. Quindi il rumore di tensione 
equivalente in ingresso è un parametro molto importante da valutare nella scelta degli 
operazionali con i quali si realizzano le celle del filtro di Butterworth. Se si calcola il valore 
efficace del rumore di tensione su una banda passante di 250 KHz e lo si impone inferiore a 
19 V, è possibile ottenere una stima del limite massimo che può assumere il rumore di 
tensione equivalente in ingresso en : 
eneff = en · B = en · 250KHz  <  19 V         en <  38 nV/ Hz  
Il filtro di Butterworth è stato realizzato con le seguenti caratteristiche : 
- guadagno unitario 
- frequenza di taglio  f
-3db = 250 kHz 
- 8° ordine 
Sono necessarie 4 celle di Sallen-Key a guadagno unitario collegate in cascata; ogni cella ha 
il seguente schema e funzione di trasferimento :  
 
Per dimensionare ogni cella bisogna fare riferimento al polinomio di Butterworth di ordine 8:  
Tale forma polinomiale facilita l implementazione delle celle; infatti ogni fattore del 
polinomio fa riferimento al denominatore della funzione di trasferimento di una cella. 
Bisogna scegliere i valori dei componenti tali da ottenere la pulsazione 0 e il fattore di 
merito Q desiderati.  
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La tecnica impiegata per il dimensionamento è la seguente: 
- si fissano i valori di capacità  C1 e C2 
- si ricavano  (R1 + R2)   e   (R1 · R2)  con  le formule:  
     
- i valori delle resistenze R1 e R2 corrispondono alle soluzioni dell equazione: 
      
 
Ecco i valori di resistenze e capacità per ogni cella:   
R1( ) R2( ) C1 (pF) C2(pF) 
Cella 1 1042 1441 2700 100  
Cella 2 3063 4010 330 100  
Cella 3 4293 6294 150 100 
Cella 4 2784 9706 150 100  
I valori di capacità sono stati scelti tra quelli commerciali; mentre i valori di resistenza 
ottenuti, non essendo standard, vengono realizzati con la serie di una resistenza fissa e di un 
trimmer.  
Si riporta lo schema circuitale del filtro:  
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È da notare che il segnale Vs è disaccoppiato dal filtro tramite il buffer U1A in modo tale da 
non assorbire corrente dalla sorgente di segnale evitando gli effetti di carico. 
Si riporta la risposta in frequenza del filtro simulata con il programma Spice :  
  
L amplificatore operazionale scelto per la realizzazione del filtro è il MC33078. Le sue 
caratteristiche principali sono : 
-     Tensione di alimentazione massima : ±18V 
- Rumore di tensione in ingresso : 4.5 nV/ Hz 
- Offset di tensione in ingresso : 0.15 mV 
- Prodotto Guadagno-Banda : 16 Mhz 
- Slew rate : 7V/ s 
- Corrente di cortocircuito di uscita : 29 mA ( Source ), -37 mA ( Sink ) 
- Minimo swing di uscita :  ± 10.7 V  ( con tensione di alimentazione di ± 15V ) 
- Swing di uscita a 250 KHz :  ± 8 V  ( con tensione di alimentazione di ± 15V ) 
Si riporta la piedinatura dell integrato nella sua versione Dual:  
È da sottolineare il fatto che il rumore di tensione introdotto dall operazionale è 
abbondantemente sotto la stima fatta di 38 nV/ Hz. In più, presenta un prodotto guadagno-
banda molto elevato in modo da evitare che le singolarità dell operazionale entrino in gioco a 
frequenze tali da alterare la banda del filtro. Lo swing della tensione d uscita è 
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abbondantemente maggiore del range di ± 5V in uscita dal filtro anche se si sale in 
frequenza. Se si alimenta il filtro con la tensione massima di ± 18 V allora i margini si 
allargano e si ha una maggiore garanzia di un corretto funzionamento. Anche le correnti in 
uscita dalle 4 celle nel caso di tensione massima di uscita sono sotto il limite consentito e la 
simulazione fatta con Spice lo dimostra :  
          
3.5   TRASLATORE DI LIVELLO E ADATTATORE DI DINAMICA  
Il convertitore A/D ha un ingresso analogico differenziale che può variare tra +Vref e Vref. 
La Vref di 2.5V viene fornita all ADC dall esterno con il MAX6225. Ciascuna delle due 
linee di ingresso dell A/D può assumere solo valori compresi tra -0.1V e AVDD = 2.5 V, 
ovvero la tensione di alimentazione della sezione analogica dell ADC. Quindi dall uscita 
single-ended Vuf del filtro bisogna generare due linee V+ e V- che sono rese positive e 
adattate alla dinamica dell ADC. 
Viene mostrato lo schema circuitale che svolge tale compito : 
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Nello schema circuitale è presente anche il MAX6225 che fornisce la tensione di riferimento 
di 2.5 V sia all ADC che al traslatore di livello. Quest ultimo dimezzerà questo valore di 
tensione per ottenere il valore medio di 1.25 V delle due componenti differenziali V+ e V- . 
A questo valor medio si sommerà la componente differenziale che corrisponde al segnale in 
uscita dal filtro che l adattatore di dinamica divide per 4: per V+ questa componente è in 
fase, per V- è in controfase. Si ottengono le seguenti espressioni dei segnali  V+ e V-  :  
V+ = 1.25 + Vuf /4 
V-  = 1.25 -  Vuf /4  
Se, per esempio, in uscita dal filtro c è una sinusoide di ampiezza ±5V, si ottengono i 
seguenti segnali V+ e V-  che andranno in ingresso all ADC : 
L ADC farà la differenza tra i due segnali reiettando il modo comune e facendo la 
conversione su una sinusoide che coincide con quella in uscita dal filtro, però con ampiezza 
dimezzata, quindi ± 2.5V 
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Il MAX6225 è un componente che, dalla tensione di alimentazione di +18V, genera un 
riferimento di 2.5V molto preciso, a basso rumore e stabile in temperatura, infatti la tensione 
varia di 2.5 ppm/°C. Se ne riporta la piedinatura : 
La tensione di alimentazione è sul pin IN e può assumere un valore al massimo di 36 V. 
Volendo si può collegare una capacità su questo pin per filtrare le variazioni della tensione di 
alimentazione. Da tale tensione si ricava il riferimento fisso a 2.5 V sul pin OUT. Per rendere 
più precisa questa tensione è possibile collegare un trimmer sul pin TRIM e regolandolo è 
possibile aggiustare la tensione su OUT con degli offset di  ± 25 mV.   
Tutta la sezione analogica dell hardware del sistema ( filtro,  traslatore di livello e adattatore 
di dinamica ) è stata montata su una scheda millefori. 
 
Sui due connettori dove arrivano GND e ±Vcc sono presenti due condensatori elettrolitici da 
10 F; mentre, sui piedini di alimentazione degli operazionali, sono collegati, verso massa, 
dei condensatori ceramici da 100nF. Tali condensatori hanno il compito di bypassare verso 
massa i disturbi presenti sull alimentazione. Tutti i componenti presenti sono di tipo DIP e 
sono fissati sugli zoccoli; le resistenze a valore fisso hanno tolleranze di ± 1% oppure ± 5% 
mentre i trimmer sono da 1K e vanno tarati in assenza degli operazionali. 
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Le due schede ( PCB-per sezione digitale e millefori-per sezione analogica ) sono state 
montate in una scatola metallica in modo da dare maggiore stabilità al sistema e soprattutto 
schermarlo da disturbi e interferenze. Si riportano alcune immagini :  
  Vista a scatola aperta/1  
  Vista a scatola aperta/2  
     Pannello anteriore  
  Pannello posteriore. 
L alimentazione può avvenire a batterie per evitare i disturbi dell alimentazione da rete 
elettrica 
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CAPITOLO 4  
SOFTWARE  
Il software del sistema deve consentire l esecuzione delle seguenti operazioni in sequenza : 
- selezione da parte dell utente della massima banda visualizzabile 
- acquisizione dei campioni del segnale da parte del PIC e scrittura in memoria delle 
loro somme 
- lettura delle somme dalla memoria e trasferimento al computer 
- calcolo della media dei campioni e calcolo dello spettro del segnale con l algoritmo di 
FFT eseguiti dal computer   
 
Si evince immediatamente che il software del sistema interessa sia la programmazione del 
PIC che quella del computer; entrambi devono svolgere sia operazioni di calcolo che di 
scambio dati.  
Il programma per il PIC è scritto in linguaggio C, ma prevede delle istruzioni Assembler per 
gestire le operazioni di acquisizione dei campioni e scrittura in memoria che devono essere 
eseguite con delle ben precise tempistiche. L ambiente di sviluppo per scrivere e compilare il 
programma è MPLAB IDE. 
Il programma per il computer è scritto in linguaggio C++ con l ambiente DEV C++.   
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4.1   Inizializzazione del PIC  
La prima riga di codice per il PIC è : 
#include <p32xxxx.h> 
È un istruzione che serve al pre-processore per caricare il file che contiene una lunga lista di 
definizioni per tutti i nomi dei registri interni dei diversi modelli di PIC32.  
Le successive righe di codice servono a configurare il PIC con la direttiva #pragma config : 
- #pragma config FNOSC = PRIPLL, POSCMOD = XT 
Seleziona l oscillatore primario con PLL (PRIPLL) come sorgente del clock nella 
modalità XT. Sui pin OSCI e OSCO del PIC è collegato un quarzo da 8 MHz ( vedi 
Cap 3- Hardware ).      
- #pragma config FPLLIDIV = DIV_2, FPLLMUL = MUL_20, FPLLODIV = DIV_1 
Imposta i fattori di scala del PLL in modo da ottenere la frequenza del clock di 
sistema desiderata :  
 
La massima frequenza ammessa in ingresso al PLL è di 4 MHz e per questo motivo si 
imposta un fattore di divisione FPLLIDIV di 2 sulla frequenza di 8 MHz fornita dal 
quarzo. Il PLL viene impostato con un fattore di moltiplicazione FPLLMUL di 20 in 
modo da portare il clock a 80 MHz. Visto che si vuole tale frequenza per il clock di 
sistema, si imposta a 1 il fattore di divisione FPLLODIV in uscita dal PLL. 
- #pragma config FPBDIV = DIV_4 
Regola il fattore di divisione del clock di sistema per poter ottenere il clock del bus 
delle periferiche. Con un fattore FPBDIV che vale 4 si ottiene un clock di 20 MHz.                
- #pragma config OSCIOFNC = OFF, FSOSCEN = OFF 
Si disabilitano clock output ( disponibilità del clock su un pin del PIC ) e oscillatore 
secondario. 
- #pragma config FCKSM = CSECME, IESO = ON 
Si abilitano Clock Switch ( cambio della sorgente del clock via software ) e Clock 
Monitor ( cambio automatico della sorgente del clock in caso di anomalie ). Si abilita 
lo switch tra oscillatori esterni e interni.    
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- #pragma config BWP = OFF, CP = OFF, FWDTEN = OFF 
Si disabilitano:  la protezione sulla scrittura della memoria Boot Flash , la protezione 
sul codice, il Watchdog Timer.  
Nel codice è inserita anche l istruzione : 
SYSTEMConfigPerformance ( 80000000L ) 
Questa funzione appartiene alla libreria plib.h e permette di migliorare le performance del 
PIC. Sulla base della frequenza del clock di sistema che le viene passata come parametro, 
effettua le seguenti ottimizzazioni : 
- riduce gli stati di attesa del processore nel prelevare dati dalla memoria Flash 
- riduce gli stati di attesa del processore per accedere alla memoria RAM 
- calcola e genera la frequenza più consona per il clock del bus delle periferiche 
- abilita la memoria cache per dati e istruzioni 
- abilita il pre-fetch delle istruzioni  
I pin RB10÷RB13 di PORTB sono multiplexati con le 4 linee dell interfaccia JTAG. Per 
poter utilizzare questi pin come I/O bisogna disabilitare il JTAG con l istruzione : 
DDPCONbits.JTAGEN = 0 
Si mette a 0 il bit JTAGEN del registro DDPCON.  
Su tutti i pin di PORTB sono multiplexati gli ingressi analogici dei 16 ADC interni del PIC. 
Per disabilitare questi canali analogici e far si che l intera PORTB diventi digitale si scrive 
l istruzione : 
AD1PCFG = 0xFFFF  
L altra inizializzazione necessaria da fare riguarda la direzionalità dei pin e il valore iniziale 
dei segnali che il PIC scambia con gli altri componenti. 
Con la sintassi   TRISXbits.TRISDn = 0 or 1   è possibile configurare il pin n della porta X 
come output (0) oppure input (1). 
La sintassi    PORTXbits.RDn = 0 or 1   permette di inviare il bit 0 o 1 sul pin n di porta X se 
configurato come output. 
I pin da settare sono quelli che permettono al PIC di comunicare con FTDI, ADC e memoria 
e le loro inizializzazioni sono raggruppate in 3 procedure : 
- set_USB_comm() ; è la funzione che configura la comunicazione tra PIC e FTDI 
I pin RF0 e RG6 corrispondono ai segnali TXE e RXF pilotati dal FTDI e sono 
configurati come input. 
I pin RF1 e RG7 sono di output e rappresentano i segnali WR e RD che il PIC invia al 
FTDI e che inizialmente assumono rispettivamente valore 0 e 1. 
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- set_ADC() ; è la funzione che configura il dialogo con l ADC 
Si impostano come output i pin RF3 ( PD ), RC13 ( /CS e /RD ) e RF5 ( CK_ADC )  
che inizialmente si settano a livello alto in modo da tenere spento l ADC, impostare 
l interfaccia parallela a 18 bit in alta impedenza e non iniziare la conversione. 
In input si configurano i pin RD0 ( BUSY ) e i pin  RB2÷RB15 + RD11÷RD8 ( in-
terfaccia dati ). 
- set_mem() ; è la funzione che configura la gestione della memoria 
I segnali tra PIC e memoria sono tutti di output e, a parte CK, sono tutti a livello basso. 
Con questa configurazione CE2 ( RD5 ) tiene spenta la memoria, /WE ( RD6 ) abilita la 
scrittura, /CCLR ( RD3 ) mantiene azzerati i contatori, /CCKEN ( RD2 ) abilita il 
conteggio che non parte perché il CK ( RD1 ) è impostato alto.  
L ultima operazione da effettuare in fase di inizializzazione è l azzeramento delle uscite dei 
contatori e quindi dell indirizzo di memoria con la procedura azzera() : 
PORTDbits.RD3 = 1; 
b=0; 
while(b<65793) 
{ 
         PORTDbits.RD1 = 0;                        /* CK va basso 
         PORTDbits.RD1 = 1;                       /* CK va alto; sul fronte in salita il conteggio si incrementa 
         b++;  
}  
Portando alto RD3 ( /CCLR ) si rilascia la condizione di reset dei registri interni dei 
contatori. L azzeramento avviene per i registri ma non per le loro uscite; infatti bisogna tener 
presente che le uscite dei contatori sono un conteggio indietro rispetto ai registri. Per far si 
che avvenga l azzeramento bisogna fornire 65793 colpi di clock CK( RD1 ) che vengono 
contati con la variabile b : 
 
Una volta effettuato l azzeramento dell indirizzo, il CK resta alto e i registri interni sono 
nella configurazione che garantisce un incremento unitario dell indirizzo ad ogni successivo 
colpo di clock. 
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4.2   Selezione della banda  
Tramite software è possibile variare la massima banda visualizzabile del segnale sotto esame. 
Questo avviene per via digitale, infatti il filtro anti-aliasing è fisso e la regolazione della 
banda si realizza specificando il numero N di campioni da acquisire prima di effettuare la 
somma e successivamente la media. L utente comunica al computer il parametro N che può 
essere solo una potenza del 2 e può andare da un minimo di 4 ad un massimo di 16384. 
Infatti bisogna tenere presente che ogni somma di campioni occupa 4 byte di memoria; di 
questi 32 bit, 18 sono per il campione e 14 per il carry della somma. Quindi sono ammessi al 
massimo 214 ( 16384 ) campioni da poter sommare e un minimo di 4 in modo da poter 
scrivere un solo byte in memoria tra un campionamento e un altro ( vedi Cap 2- 
Caratteristiche del progetto ).  
La banda da poter analizzare sarà pari a 1MHz/ N : 
 
Il parametro N deve essere inviato al PIC in modo che nel ciclo di acquisizione lui possa 
sapere quanti campioni deve acquisire prima di salvarne la somma in memoria. Tale 
parametro viene trasmesso in un formato compresso, ovvero se ne calcola prima il suo 
logaritmo in base 2 e poi si effettua l invio. Questa tecnica consente di inviare un solo byte al 
PIC, infatti il log2N può variare solamente tra 2 e 14, mentre se si dovesse inviare N, che può 
valere al massimo 16384, bisognerebbe impiegare 2 byte. La comunicazione tra computer e 
PIC avviene tramite FTDI impiegando delle funzioni di interfaccia.  
La prima operazione che figura nel software del computer nella fase di inizializzazione è 
quella che permette di aprire il dispositivo FTDI con la funzione  : 
FT_STATUS      FT_Open ( int iDevice, FT_HANDLE *ftHandle ) 
iDevice vale 0 se è attaccato un solo dispositivo come nel caso in esame, altrimenti vale 1,2, 
etc. 
ftHandle è un puntatore ad una variabile di tipo FT_HANDLE che contiene l identificativo 
del dispositivo. 
La funzione FT_Open ritorna il valore FT_OK se l apertura è avvenuta con successo.  
Dopodiché si procede alla pulizia dei buffer di ricezione e trasmissione presenti nel 
dispositivo con la funzione : 
FT_STATUS      FT_Purge ( FT_HANDLE ftHandle, DWORD dwMask ) 
ftHandle è l identificativo del dispositivo. 
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dwMask è una qualsiasi combinazione di FT_PURGE_RX e FT_PURGE_TX, infatti è 
possibile scegliere se pulire entrambi i buffer o solamente uno.  
Per poter inviare dei dati al dispositivo si ricorre alla funzione : 
FT_STATUS FT_Write ( FT_HANDLE ftHandle, LPVOID lpBuffer, DWORD 
dwBytesToWrite, LPDWORD lpdwBytesWritten )  
lpBuffer è il puntatore al buffer dei dati da scrivere nel dispositivo. 
dwBytesToWrite è il numero dei byte da scrivere nel dispositivo; in questo caso sarà solo uno. 
lpdwBytesWritten è il puntatore alla variabile che riceve il numero di byte effettivamente 
scritti nel dispositivo.  
La FT_Write eseguita dal computer corrisponde per il PIC ad un ciclo di attesa per poter 
leggere uno o più caratteri. In questo caso il PIC si aspetta un byte e la procedura di lettura è 
la seguente : 
       TRISE = 0x00FF;                                                 
risol=1; 
while(PORTGbits.RG6);                                            
       PORTGbits.RG7 = 0; 
/* Attesa di max 50 ns */                                               
       dato=PORTE; 
       PORTGbits.RG7 = 1; 
risol<<= dato;  
Si configurano in input i pin RE7÷RE0 che corrispondono all uscita parallela a 8 bit del 
FTDI. Il PIC resta fermo nel while fino a che il FTDI non manda basso il segnale RXF che 
indica la presenza di un dato da leggere. A questo punto il PIC può mandare basso il segnale 
RD e permettere il caricamento del byte su PORTE. Dopo aver rispettato l attesa di 50 ns al 
massimo è possibile salvare il dato in una variabile e poi riportare alto RD. Il byte letto 
corrisponde a log2N e rappresenta l entità dello shift a sinistra del bit 1 con cui è stata 
inizializzata la variabile risol; in questo modo in risol si ritroverà proprio N.          
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4.3 Acquisizione del segnale  
Una volta letto il parametro N, il PIC potrà accendere l ADC portando basso il pin RF3 e 
darà inizio alla fase di acquisizione del segnale che richiede delle velocità e delle 
temporizzazioni precise. La prima specifica da rispettare è quella di fornire all ADC un clock 
di 2 MHz che corrisponde ad un tempo di 500 ns tra l acquisizione di un campione e quello 
successivo; durante questo tempo in cui si attende il prossimo campione bisogna effettuare 
diverse operazioni : 
- elaborare il campione appena acquisito 
- sommarlo 
- scrivere in memoria un byte della somma degli N campioni precedenti 
Questi passaggi devono concludersi prima che arrivi il nuovo campione. 
Si può ben intuire che scrivere il codice relativo a questa fase in linguaggio C non permette 
di avere un controllo rigoroso sui tempi; bisogna ricorrere ad istruzioni Assembler che 
consentono di effettuare solo le operazioni essenziali con il pieno riscontro dei requisiti 
temporali. Per effettuare delle operazioni che richiedono un sincronismo c è bisogno di una 
precisa base dei tempi e questa è rappresentata dalla frequenza di clock del C pari a 80 
MHz. Ogni istruzione Assembler viene eseguita esattamente in un colpo di clock del sistema 
( 12.5 ns ottenuti dal reciproco di 80 MHz) ; visto che nel ciclo di acquisizione dei campioni 
del segnale bisogna eseguire un numero di istruzioni che non superi il periodo di 500 ns, 
allora questo ciclo deve essere composto da 40 istruzioni ( 500 ns / 12.5 ns = 40 ).   
Per scrivere del codice Assembler in un ambiente di programmazione in C si impiega la 
seguente sintassi : 
       asm ( assembler instructions
 
             : output operands                  /* optional */ 
             : input operands                   /* optional */ 
             : list of registers                /* optional */ 
                        ); 
Si tratta di una funzione alla quale vanno passate come argomento le istruzioni assembler da 
eseguire racchiuse tra virgolette e separate dal ; . È possibile passare per argomento anche : 
- le variabili nelle quali salvare i dati di uscita con la sintassi  
:    = r (var1),      
= r (var2),     
- le variabili che contengono i dati di ingresso con la forma 
:    r  (var1),      
r  (var2),     
- una lista di registri interni che si vogliono dedicare per particolari operazioni 
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Il codice Assembler che svolge il ciclo di acquisizione è il seguente : 
asm( 
            " lui   %0,0xbf88;"                        // carica la base degli indirizzi in base_PORT 
            " andi  %5,%5,0x0;"                     // all0 = 0 
            " ori   %6,%6,0xFFFF;                 // all1 = FFFF 
            " andi  %7,%7,0x0;"                    // tot = 0 
            " andi  %9,%9,0x0;"                    // lim = 0 
            " lui   %9,0x8;"                            // lim = 524288 
            " ori   %9,%9,0x1;"                     // lim = 524289, ovvero il limite di campioni da scrivere in memoria     
(vengono sovrascritti i primi 2 campioni) 
            " andi  %10,%10,0x0;"                 // num_camp = 0 
            " andi  %11,%11,0x0;"                 // cont_camp = 0 
            " lbu   %1,24912(%0);"                // carica RF[7-0] in RF_L 
            " lbu   %2,24784(%0);"                // carica RD[7-0] in RD_L  
1          " ciclo :  ori   %1,%1,0x20;"             // RF5 = 1 
2          "            sb    %1,24912(%0);"        // CK_ADC  = 1  
3          "            sltiu %12,%10,0x4;"          // se num_camp<4, allora risp =1; altrimenti risp =0 
4          "            sb    %6,24721(%0);"        // CS = 1, uscita ADC disabilitata 
5          "            beq   %12,%5,no_write;"   // se risp =0, allora non fa la scrittura in memoria 
6          "            ori   %2,%2,0x20;"            // RD5 = 1 
7          "            andi  %2,%2,0xFD;"          // RD1 = 0 
8          "            sb    %2,24784(%0);"       // CE2 = 1, la memoria è abilitata in scrittura; CK_cont = 0 
9          "            j     ripresa;" 
6-9       "no_write: nop;nop;nop;nop;"  
10         "ripresa:  sw    %5,24640(%0);"        // TRISB = 0, RB9..RB2 = D7..D0   impostati come output 
11         "             andi  %12,%12,0x0;"         // risp = 0 
12         "             or    %12,%12,%8;"           // risp = dato 
13         "             sll   %12,%12,0x2;"           // risp <<= 2 
14         "             sw    %12,24656(%0);"      // PORTB = risp 
15         "             andi  %3,%3,0xFFFF;"        // b&= 0xFFFF 
16         "             srl   %3,%3,0x2;"              // b>>=2 
17         "             andi  %4,%4,0xF00;"         // d&= 0xF00 
18         "             sll   %4,%4,0x6;"               // d<<=6 
19         "             or    %4,%4,%3;"              // d+=b 
20         "             andi  %2,%2,0xDF;"           // RD5 = 0 
21         "             sb    %2,24784(%0);"        // CE2 = 0, la memoria è disabilitata e avviene la scrittura 
22         "             sw    %6,24640(%0);"        // TRISB = FFFF, RB15..RB2 = D13..D0   impostati come input  
23         "             sb    %5,24721(%0);"        // CS = 0, uscita ADC abilitata 
24         "             addu  %7,%7,%4;"            // tot+=d 
25         "             srl   %8,%8,0x8;"              // dato >>=8 
26         "             addiu %10,%10,0x1;"        // num_camp++ 
27         "             andi  %1,%1,0xDF;"          // RF5 = 0 
28         "             beq   %10,%13,azzer;"      // se num_camp=risol allora azzera num_camp 
29-32    "             nop;nop;nop;nop;" 
33         "             j     ripresa1;" 
29         "azzer:    andi  %10,%10,0x0;"         // num_camp = 0 
30         "          andi  %8,%8,0x0;"               // dato = 0 
31         "          addu  %8,%8,%7;"              // dato += tot 
32         "          andi  %7,%7,0x0;"              // tot = 0 
33         "          addiu %11,%11,0x1;"         // cont_camp++                         
34         "ripresa1: ori   %2,%2,0x2;"              // RD1 = 1 
35         "              sb    %2,24784(%0);"        // CK_cont = 1 , avviene il cambio di indirizzo  
36         "              slt   %12,%9,%11;"           // se lim<cont_camp allora risp=1, altrimenti risp=0 
37         "              lw    %3,24656(%0);"        // b = PORTB 
38         "              lw    %4,24784(%0);"        // d = PORTD 
39         "              sb    %1,24912(%0);"        // CK_ADC = 0 
40         "              beq   %12,%5,ciclo;"         // se risp=0 allora salta a ciclo  
           :  
           : "r"  (base_PORT),     // 0 
             "r"  (RF_L),              // 1 
             "r"  (RD_L),             // 2 
             "r"  (b),                   // 3 
             "r"  (d),                   // 4 
             "r"  (all0),               // 5 
             "r"  (all1),               // 6 
             "r"  (tot),                // 7 
             "r"  (dato),             // 8 
             "r"  (lim),               // 9 
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             "r"  (num_camp),    // 10 
             "r"  (cont_camp),    // 11 
             "r"  (risp),              // 12 
             "r"  (risol)              // 13  
           );   
Si può subito notare che non sono presenti né variabili di uscita né la lista di particolari 
registri interni, ma ci sono 14 variabili di ingresso. Ogni variabile viene associata dalla 
funzione ad un registro interno del PIC e per essere impiegata in un istruzione bisogna far 
precedere il numero progressivo ad essa abbinata in base all ordine con cui compare nella 
lista degli argomenti dal carattere %. Le variabili impiegate sono : 
- base_PORT; viene subito inizializzata col valore costante 0xBF88 che rappresenta la 
base degli indirizzi per accessi in memoria del PIC 
- RF_L; si inizializza col byte meno significativo di PORTF che contiene il bit 
corrispondente a CK_ADC ( RF5 ). Quando si vuole cambiare lo stato del clock, 
prima si modifica il bit 5 di RF_L e poi si salva il byte aggiornato nella locazione di 
memoria in cui c è PORTF. 
- RD_L; svolge lo stesso ruolo di RF_L sui segnali mappati sul byte meno significativo 
di PORTD  
- b e d; sono le variabili con le quali si acquisisce il campione che è suddiviso in parte 
su PORTB e in parte su PORTD 
- all0 e all1; sono due costanti che hanno i bit rispettivamente tutti a 0 e a 1 
- tot; salva la somma dei campioni precedenti con il campione acquisito 
- dato; appena sono stati acquisiti N campioni assume il valore della variabile tot e 
rappresenta la somma da salvare in memoria un byte per volta 
- lim; è inizializzata con il valore costante 524289 e rappresenta il numero limite di 
somme da scrivere in memoria. Bisogna considerare il fatto che la memoria da 
2Mbyte, dedicando 4 byte per ogni somma, può salvare fino a 512K = 524288 
somme. Questo valore costante viene confrontato ad ogni fine ciclo con cont_camp.  
- num_camp; conta quanti campioni sono stati acquisiti dopo l ultima somma salvata in 
memoria in modo da poter effettuare il confronto con il parametro N 
- cont_camp; conta quante somme sono state salvate in memoria e quando diventa pari 
al valore di lim si interrompe la fase di acquisizione del segnale perché la memoria è 
piena. Il fatto che cont_camp parte da 0 e si ferma a 524289 ( lim ), invece che a 
524287, significa che vengono sovrascritte le prime due somme; ciò non rappresenta 
un problema perché queste somme, essendo calcolate all inizio del ciclo, presentano 
dei valori errati. 
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- risp; è una variabile di appoggio che contiene il byte di dato da salvare in memoria e 
trova impiego anche nelle istruzioni condizionali 
- risol; rappresenta il parametro N di campioni su cui effettuare la media  
Il ciclo di acquisizione sta tutto in 40 istruzioni che permettono al PIC di gestire e 
comunicare sia con ADC che con memoria evitando conflitti sulle 8 linee del bus che i due 
dispositivi condividono; infatti se si vuole scrivere un byte in memoria bisogna disabilitare le 
uscite dell A/D e, allo stesso modo, se si vuole acquisire il campione dall A/D bisogna tenere 
la memoria spenta per mandare le sue uscite in alta impedenza. Oltre a garantire questa 
funzionalità logica bisogna anche rispettare i vincoli temporali richiesti dai componenti sui 
segnali in gioco. Nel diagramma temporale che segue è possibile rendersi conto di come si 
sovrappongono i segnali nell arco di un ciclo di acquisizione garantendo un corretto 
funzionamento : 
Con l impulso basso di CK_ADC inizia la conversione dell A/D e il campione sarà 
disponibile solo a fine ciclo. Nel frattempo è possibile scrivere un byte in memoria; prima 
bisogna disabilitare le uscite dell ADC ponendo a livello alto il segnale /CS, poi si configura 
in output la PORTB del PIC e successivamente si accende la memoria con CE2 alto. Dato 
che il segnale /WE è stato inizializzato basso, la memoria è già nella configurazione di 
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scrittura; quindi, una volta caricato il dato in ingresso alla memoria, la scrittura avverrà 
portando basso CE2, ovvero spegnendo la memoria. A questo punto si riporta PORTB in 
input, si abilitano le uscite dell ADC e si aspetta la fine del ciclo per prelevare il campione. A 
fine ciclo avviene anche il cambio di indirizzo sul fronte in salita di CK_Cont in modo che, al 
successivo accesso in memoria, l indirizzo sia stabile con un buon margine temporale. I 
requisiti temporali sono soddisfatti anche per quanto riguarda il tempo di setup del dato da 
scrivere in memoria che da datasheet deve valere almeno 25 ns, e anche per il tempo minimo 
di 40 ns in cui CE2 deve essere alto prima della fine della scrittura. L altro vincolo rispettato 
è sul tempo di almeno 100ns in cui CK_Cont deve rimanere alto o basso.   
Nel ciclo sono previste anche delle istruzioni condizionali per stabilire quando bisogna 
effettuare una scrittura in memoria e quando l intera fase di acquisizione si può considerare 
terminata. La variabile num_camp viene incrementata ad ogni ciclo e viene azzerata solo 
quando bisogna iniziare la scrittura di una somma in memoria. Se num_camp è inferiore a 4 
vuol dire che si stanno scrivendo in memoria i 4 byte della somma degli N campioni 
precedenti e nel frattempo si acquisiscono i nuovi campioni. Se num_camp  4 la memoria 
resta spenta e non si incrementa l indirizzo perché la scrittura in memoria dei 4 byte della 
somma è terminata; si acquisisce solo dall ADC sommando i campioni. Le somma parziale è 
in tot. Appena num_camp diventa uguale a risol vuol dire che sono stati acquisiti un numero 
N di campioni; quindi bisognerà salvare tot in dato in modo da poter azzerare sia tot che 
num_camp, si dovrà incrementare cont_camp e dal ciclo successivo iniziare a scrivere dato in 
memoria. Nelle due figure seguenti si mostra come si svolgono le operazioni di acquisizione 
e scrittura in memoria per N=4 e N=8 
 70
L acquisizione avviene per ogni periodo di clock mentre la scrittura nel caso di N= 8 avviene 
solamente in corrispondenza dei primi 4 campioni acquisiti; per gli altri 4 periodi si 
acquisisce solamente e la memoria è spenta.  
L ultimo aspetto da analizzare riguarda l elaborazione del campione acquisito. Questa 
operazione è necessaria prima di sommare il campione attuale con quelli precedenti. Quando 
il PIC preleva il dato dall ADC  non dispone di tutti i 18 bit su un unica porta. Essi sono 
mappati nel seguente modo :  
Quando si acquisisce il dato si impiegano due variabili b e d  a 32 bit alle quali si assegnano 
rispettivamente i contenuti di PORTB e PORTD. Per ottenere il campione su un unica 
variabile si eseguono le seguenti operazioni : 
            b&= 0xFFFF 
            b>>=2 
            d&= 0xF00 
            d<<=6 
            d+=b  
Nella variabile d si trova il campione nel formato compatto a 18 bit. A questo punto si può 
sommare d con tot.  
I 4 byte della somma si salvano in memoria dal meno al più significativo tenendo presente 
che quando si scrive un byte bisogna  shiftare il dato a sinistra di 2 posti prima di assegnarlo 
a PORTB. Questo perché le 8 linee dati della memoria D[7..0] sono mappate su 
PORTB[9..2].          
 71
4.4 Trasferimento dati al computer e media dei campioni  
Una volta terminata l acquisizione e conversione del segnale, il PIC deve trasferire al 
computer, tramite FTDI, le somme dei campioni precedentemente salvate in memoria. Prima 
di effettuare questa operazione il PIC riporta l ADC nella stessa situazione in cui si trovava 
in fase di inizializzazione del sistema, e quindi viene spento, le uscite poste in alta impedenza 
e il CK messo a livello alto. In questo modo non potrà interferire con il bus dati che sarà 
impegnato per leggere i dati dalla memoria. Per fare ciò si rende necessario l azzeramento 
dell indirizzo, la presenza del bit 1 sul pin di /WE, l accensione della memoria, la 
configurazione in input di PORTB e in output di PORTE. A questo punto il PIC entra in un 
doppio ciclo for : 
       for(i=0; i<524288; i++) 
       { 
           for(ind=0; ind<4; ind++) 
           { 
           - - - - - 
          - - - - -  
      } 
}  
Il ciclo più esterno è quello che permette di prendere in considerazione tutte le 512K somme 
salvate in memoria. Quello interno consente di leggere ciascuno dei 4 byte dedicati per 
salvare una somma. Nello stesso tempo sul programma del computer è previsto un ciclo for 
da 524288 iterazioni in grado di poter acquisire tutte le somme inviate da PIC grazie alla 
funzione : 
FT_STATUS FT_Read  ( FT_HANDLE ftHandle, LPVOID lpBuffer, DWORD 
dwBytesToRead, LPDWORD lpdwBytesReturned ) 
È simile alla FT_Write  con la differenza che il puntatore lpBuffer fa riferimento al buffer 
dove  vengono ricevuti i dati dal dispositivo. In questo caso si deve specificare un buffer da 4 
byte in modo da acquisire direttamente una somma con una sola istruzione di lettura.  
Il PIC legge dalla memoria il byte nella locazione indirizzata; questo sarà presente su 
PORTB[9..2], quindi sarà necessario eseguire le seguenti operazioni prima di inviare il dato 
al FTDI :  
b = PORTB; 
            b &= 0x3FF; 
            b>>=2;  
A questo punto il PIC può effettuare l invio :  
while(PORTFbits.RF0); 
PORTFbits.RF1 = 1; 
PORTE = b; 
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/* attesa di 20ns max */ 
PORTFbits.RF1 = 0;  
Il PIC resta fermo fino a quando il segnale TXE ( RF0 ) viene mandato basso dal FTDI per 
indicare che si può scrivere un dato. La scrittura da parte del PIC avviene mandando alto WR 
( RF1 ), caricando il byte in PORTE e imponendo WR a 0 dopo un attesa di almeno 20ns. Il 
FTDI preleva il byte sul fronte in discesa di WR. 
Una volta spedito il byte, il PIC provvede a mandare un fronte di clock ai contatori in modo 
da incrementare l indirizzo di memoria ed essere pronti a leggere e inviare il byte successivo. 
Il computer con l istruzione : 
FT_Read(ftHandle, byte_lett, 4, &Risp); 
va a leggere dal dispositivo un blocco di 4 byte che memorizza nel vettore  byte_lett[4] di 
tipo char. La somma in formato binario a 32 bit va portata in decimale con l operazione : 
somma = byte_lett[0] + byte_lett[1]·2^8 + byte_lett[2]·2^16 + byte_lett[3]·2^24; 
A questo punto si può effettuare la media : 
media = somma / N; 
La media è un valore a 18 bit da convertire in una tensione analogica facendo riferimento alla 
caratteristica dell A/D : 
La formula di conversione è la seguente : 
campione = - 2.5  +  ( media - 0.5 ) · LSB 
L ultima operazione da fare sul campione è di moltiplicarlo per 2; il segnale in ingresso 
all analizzatore ,dopo essere filtrato, viene dimezzato in ampiezza dall adattatore di dinamica 
dell ADC e il software deve tenere conto di questo andando a recuperare l ampiezza effettiva 
del campione.  
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I campioni analogici devono essere pesati con una funzione-finestra che si annulla ai bordi in 
modo da evitare le discontinuità dovute all accostamento ripetuto del record temporale 
quando questo non corrisponde ad un periodo del segnale sotto esame. 
La finestra scelta è quella di Tukey (w) che pesa i 512K campioni ( Nc ) nel modo seguente :  
- 0   i   ( 1  ) · ( Nc / 2 )  
 
- ( 1  ) · ( Nc / 2 ) <  i  < ( 1 +  ) · ( Nc / 2 )  
w= 1  
- ( 1 +  ) · ( Nc / 2 )   i  < Nc 
Variando il parametro  è possibile regolare le pareti laterali della finestra. Con  = 0.95  si 
ottiene una finestra di questo tipo :  
I primi e gli ultimi campioni del record temporale vengono attenuati fino ad azzerarsi in 
modo da evitare salti del segnale tra una ripetizione e un altra. Se  fosse pari a 1 si 
otterrebbe la finestra rettangolare, se  fosse uguale a 0 si otterrebbe un arco di sinusoide.  
Ogni campione acquisito ed elaborato viene salvato in un file di testo tempo.txt
abbinandolo all istante di tempo in cui il campione stesso è stato prelevato. In questo modo 
se si visualizza il contenuto di questo file è possibile conoscere la porzione di segnale che è 
stata prelevevata nell arco del record temporale sul quale si effettua la FFT.   
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4.5   FFT  
Arrivati a questo punto si procede con il calcolo dello spettro utilizzando l algoritmo della 
FFT. La trasformata di Fourier veloce ( FFT ) è un algoritmo ottimizzato per calcolare la 
trasformata discreta di Fourier ( DFT ) e la sua inversa. 
La DFT su un numero N di campioni è definita dalla formula :  
Calcolare direttamente questa somma richiede una quantità di operazioni aritmetiche 
dell ordine di N2. Invece con l algoritmo di FFT si ottiene lo stesso risultato con un numero 
di operazioni dell ordine di Nlog2N. Tra le diverse versioni di questo algoritmo si prende in 
considerazione quella di Danielson and Lanczos che riscrive una DFT di lunghezza N come 
somma di due DFT, ognuna di lunghezza N/2. Una delle due è formata dai campioni in 
posizione pari, l altra da quelli in posizione dispari. La formula è la seguente : 
Il termine W è una costante complessa : 
Fk e   denota la k-esima componente della trasformata di lunghezza N/2 e riferita ai campioni f 
di ordine pari, mentre Fk o denota la k-esima componente della trasformata di lunghezza N/2 e 
riferita ai campioni f di ordine dispari. Il problema di calcolare la componente Fk si è ridotto 
al calcolo di Fk e  e  Fk o. Questo procedimento si può iterare per effettuare la stessa riduzione 
su Fk e  calcolando la trasformata dei suoi N/4 campioni pari e N/4 campioni dispari. Quindi 
si definiscono i termini Fk ee   e Fk eo   come le trasformate dei punti che sono rispettivamente 
pari-pari e pari-dispari. Lo stesso si può fare per Fk o  e si ottiene : 
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Questa suddivisione può andare avanti fino ad arrivare alle trasformate di lunghezza unitaria 
che corrispondono proprio al singolo campione   f n : 
Per conoscere già in partenza a quale pattern di e e o corrisponde ciascun campione n bisogna 
adottare la tecnica del bit-reversal, ovvero l inversione dei bit : si tratta di una permutazione 
dove il campione con indice n scritto in binario ( b2b1b0 ) viene trasferito all indice con i bit 
invertiti ( b0b1b2 ). Se si fanno gli abbinamenti e = 0  e  o = 1, si otterrà in binario il valore di 
n che corrisponde ad un determinato pattern. Se ad esempio si hanno a disposizione 8 
campioni si ottiene : 
 
Quindi l operazione preliminare al calcolo della FFT è quella di cambiare l ordine dei 
campioni f
 j nel vettore in modo che essi non siano più ordinati in base all indice j, ma in base 
alle combinazioni che facilitano il calcolo ricorsivo delle trasformate. Con 8 campioni si ha :  
Si effettua il bit-reversal e si ottiene : 
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Quindi la trasformata si esegue in maniera ricorsiva: con ogni coppia di campioni adiacenti si 
ottengono le trasformate a 2 punti, poi combinando le coppie di coppie adiacenti si calcolano 
le trasformate a 4 punti e così via fino ad arrivare alla trasformata finale. Questo algoritmo si 
può implementare solo se il numero di campioni è una potenza del 2 e in questo caso non ci 
sono problemi visto che si dispone di 512K campioni.  
La routine four( ) che esegue la FFT è stata scritta da N.M.Brenner e citata sul libro 
Numerical Recipes III Edition . Questa routine opera sul vettore dei campioni nel tempo e, 
nello stesso vettore, restituisce le componenti dello spettro. Il vettore data deve essere di tipo 
Double e avere dimensione 2N perché per ogni campione che viene acquisito e memorizzato 
nel vettore si salva sia la sua componente reale che immaginaria. In questo caso il vettore 
avrà dimensione 2 · 512K = 1048576 e, visto che si acquisiscono segnali reali, tutte le parti 
immaginarie sono poste uguali a 0. Nello stesso vettore vengono restituiti i risultati della FFT 
che sono in forma complessa; le parti reale e immaginaria della componente a frequenza 
nulla sono in data[0] e data[1], mentre le componenti frequenziali positive vanno da data[2] 
e data[3] fino data[N] e data[N+1], invece le frequenze negative vanno da data[N] e 
data[N+1] fino a data[2N-2] e data[2N-1]. È evidente che la massima e minima frequenza 
dello spettro sono sovrapposte sullo stesso elemento del vettore.  
 
Quando si vanno a leggere le componenti frequenziali ritornate dalla routine four ( ) bisogna 
calcolarne prima il loro modulo e poi normalizzarlo con il fattore 1/N. I moduli e le 
frequenze delle componenti frequenziali verranno salvati in un file di testo frequenza.txt
che, passato ad un programma di grafica, renderà possibile la visualizzazione dello spettro.   
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4.6  Codici di programmazione  
Si riportano per intero i codici di programmazione lato PIC e lato computer. 
Lato PIC
 
#include <p32xxxx.h> 
#include <plib.h>  
#pragma config FNOSC = PRIPLL, POSCMOD = XT                            
#pragma config FPLLIDIV = DIV_2, FPLLMUL = MUL_20, FPLLODIV = DIV_1    
#pragma config FPBDIV = DIV_4                                          
#pragma config OSCIOFNC = OFF, FSOSCEN = OFF                           
#pragma config FCKSM = CSECME, IESO = ON                               
#pragma config BWP = OFF, CP = OFF, FWDTEN = OFF                        
unsigned char RF_L,RD_L,ind; 
unsigned int i,b,d,all0,all1,base_PORT,tot,dato,lim,risp,cont_camp,num_camp,risol;   
void set_USB_comm() 
{ 
       TRISF = 0x0001;                                                  /* TXE = RF0  impostato come Input, WR = RF1 
impostato come Output  */ 
       TRISG = 0x0040;                                                 /* RXF = RG6  impostato come Input, RD = RG7 
impostato come Output  */ 
       PORTGbits.RG7 = 1;                                                        /* RD inizialmente è alto  */ 
       PORTFbits.RF1 = 0;                                                         /* WR inizialmente è basso */ 
}  
void set_ADC() 
{ 
       TRISFbits.TRISF3 = 0;                                                    /* PD = RF3 impostato come output; */ 
       PORTFbits.RF3 = 1;                                                        /* PD = 1 quindi power-down ADC  */  
       TRISCbits.TRISC13 = 0;                                                /* CS,RD = RC13 impostato come output; */ 
       PORTCbits.RC13 = 1;                                                     /* CS,RD = 1 */  
                                                                                                /* Con RD = 1 e  CS = 1 abbiamo l'interfaccia 
parallela in alta impedenza  */                                          
        
       TRISFbits.TRISF5 = 0;                                                   /* CK = RF5 impostato come output; */ 
       PORTFbits.RF5 = 1;                                                        /* CK = 1 quindi non inizia la conversione  */  
       TRISB = 0xFFFF;                                                           /* RB15..RB2 = D13..D0   impostati come input  */ 
       TRISD = 0x0F01;                                                           /* RD11..RD8 = D17..D14  impostati come input  */ 
                                                                                               /* BUSY = RD0 impostato come input; */ 
}  
void set_mem() 
{ 
       TRISDbits.TRISD6 = 0;                                                 /* WE = RD6 impostato come output  */ 
       PORTDbits.RD6 = 0;                                                     /* WE = 0 quindi la scrittura è abilitata */  
       TRISDbits.TRISD5 = 0;                                                /* CE2 = RD5 impostato come output  */ 
       PORTDbits.RD5 = 0;                                                    /* CE2 = 0 quindi la memoria è disabilitata */  
       TRISDbits.TRISD3 = 0;                                               /* Clear = RD3 impostato come output  */ 
       PORTDbits.RD3 = 0;                                                    /* Clear = 0  */  
       TRISDbits.TRISD2 = 0;                                               /* CKen = RD2 impostato come output  */ 
       PORTDbits.RD2 = 0;                                                   /* CKen = 0 quindi il conteggio è abilitato */ 
       TRISDbits.TRISD1 = 0;                                               /* CK = RD1 impostato come output  */ 
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       PORTDbits.RD1 = 1;                                                    /* CK = 1 quindi il clock parte alto */ 
}  
void azzera() 
{ 
       PORTDbits.RD3 = 1;                                              /* Clear = 1 , sul fronte in salita si resettano i registri 
interni */ 
       b=0; 
       while(b<65793) 
       { 
             PORTDbits.RD1 = 0; 
             PORTDbits.RD1 = 1; 
             b++; 
        } 
}   
int main() 
{   
  while(1) 
  {   
       DDPCONbits.JTAGEN = 0;                                                /* disabilita il JTAG */ 
       AD1PCFG = 0xFFFF;                                                         /* tutta la PORTB diventa digitale disabilitando i 
canali analogici */  
       set_USB_comm();                                                               /* configura la comunicazione USB */ 
       set_ADC();                                                                          /* configura l'ADC */ 
       set_mem();                                                                          /* configura la memoria */ 
       azzera();                                                                              /* azzera l'indirizzo  */  
       SYSTEMConfigPerformance(80000000L);  
       TRISE = 0x00FF;                                                              /* DATO = RE[0..7]  impostato come input */ 
       risol=1;   
       while(PORTGbits.RG6);                                                  /* resta fermo fino a che RXF va basso */ 
       PORTGbits.RG7 = 0;                                                       /* RD viene portato basso */ 
       RF_L=0;                    / * attesa  */ 
       RF_L=0;                                  /* attesa */ 
       RF_L=0;                                  /* attesa */ 
       RF_L=PORTE; 
       PORTGbits.RG7 = 1;                                                      /* RD viene portato alto */  
       risol<<=RF_L; 
        
       PORTFbits.RF3 = 0;                                                       /* PD = 0, si accende l'ADC  */  
       TRISB = 0xFFFF;   
        
       asm( 
            " lui   %0,0xbf88;"                                                   // carica la base degli indirizzi in base_PORT 
            " andi  %5,%5,0x0;"                                                // all0 = 0 
            " ori   %6,%6,0xFFFF;"                                           // all1 = FFFF 
            " andi  %7,%7,0x0;"                                                // tot = 0 
            " andi  %9,%9,0x0;"                                                // lim = 0 
            " lui   %9,0x8;"                                                        // lim = 524288 
            " ori   %9,%9,0x1;"                                              // lim = 524289, ovvero il limite di campioni da scrivere 
in memoria (vengono sovrascritti i primi 2 campioni) 
            " andi  %10,%10,0x0;"                                            // num_camp = 0 
            " andi  %11,%11,0x0;"                                            // cont_camp = 0 
            " lbu   %1,24912(%0);"                                                  // carica RF[7-0] in RF_L 
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            " lbu   %2,24784(%0);"                                                 // carica RD[7-0] in RD_L  
            " ciclo :  ori   %1,%1,0x20;"                                    // RF5 = 1 
            "          sb    %1,24912(%0);"                                   // CK_ADC  = 1  
            "          sltiu %12,%10,0x4;"                                    // se num_camp<4, allora risp =1; altrimenti risp =0 
            "          sb    %6,24721(%0);"                                   // CS = 1, uscita ADC disabilitata 
            "          beq   %12,%5,no_write;"                             // se risp =0, allora non fa la scrittura in memoria 
            "          ori   %2,%2,0x20;"                                      // RD5 = 1 
            "          andi  %2,%2,0xFD;"                                   // RD1 = 0 
            "          sb    %2,24784(%0);"                                // CE2=1,la memoria è abilitata in scrittura;CK_cont = 0 
            "          j     ripresa;" 
            "no_write: nop;nop;nop;nop;"  
            "ripresa:  sw    %5,24640(%0);"                    // TRISB = 0, RB9..RB2 = D7..D0   impostati come output 
            "          andi  %12,%12,0x0;"                         // risp = 0 
            "          or    %12,%12,%8;"                           // risp = dato 
            "          sll   %12,%12,0x2;"                           // risp <<= 2 
            "          sw    %12,24656(%0);"                      // PORTB = risp 
            "          andi  %3,%3,0xFFFF;"                      // b&= 0xFFFF 
            "          srl   %3,%3,0x2;"                               // b>>=2 
            "          andi  %4,%4,0xF00;"                         // d&= 0xF00 
            "          sll   %4,%4,0x6;"                               // d<<=6 
            "          or    %4,%4,%3;"                               // d+=b 
            "          andi  %2,%2,0xDF;"                          // RD5 = 0 
            "          sb    %2,24784(%0);"                        // CE2 = 0, la memoria è disabilitata e avviene la scrittura 
            "          sw    %6,24640(%0);"                       // TRISB = FFFF, RB15..RB2 = D13..D0   impostati come 
input  
            "          sb    %5,24721(%0);"                        // CS = 0, uscita ADC abilitata 
            "          addu  %7,%7,%4;"                            // tot+=d 
            "          srl   %8,%8,0x8;"                              // dato >>=8 
            "          addiu %10,%10,0x1;"                       // num_camp++ 
            "          andi  %1,%1,0xDF;"                         // RF5 = 0 
            "          beq   %10,%13,azzer;"                      // se num_camp=risol allora azzera num_camp 
            "          nop;nop;nop;nop;" 
            "          j     ripresa1;" 
            "azzer:    andi  %10,%10,0x0;"                    // num_camp = 0 
            "          andi  %8,%8,0x0;"                           // dato = 0 
            "          addu  %8,%8,%7;"                           // dato += tot 
            "          andi  %7,%7,0x0;"                           // tot = 0 
            "          addiu %11,%11,0x1;"                     // cont_camp++                         
            "ripresa1: ori   %2,%2,0x2;"                       // RD1 = 1 
            "          sb    %2,24784(%0);"                      // CK_cont = 1 , avviene il cambio di indirizzo  
            "          slt   %12,%9,%11;"                         // se lim<cont_camp allora risp=1, altrimenti risp=0 
            "          lw    %3,24656(%0);"                     // b = PORTB 
            "          lw    %4,24784(%0);"                     // d = PORTD 
            "          sb    %1,24912(%0);"                     // CK_ADC = 0 
            "          beq   %12,%5,ciclo;"                      // se risp=0 allora salta a ciclo  
           :  
           : "r"  (base_PORT),      // 0 
             "r"  (RF_L),                // 1 
             "r"  (RD_L),               // 2 
             "r"  (b),                       // 3 
             "r"  (d),                       // 4 
             "r"  (all0),                   // 5 
             "r"  (all1),                   // 6 
             "r"  (tot),                     // 7 
             "r"  (dato),                  // 8 
             "r"  (lim),                    // 9 
             "r"  (num_camp),       // 10 
             "r"  (cont_camp),        // 11 
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             "r"  (risp),                   // 12 
             "r"  (risol)                   // 13  
           );  
//LETTURA da MEMORIA  
       PORTFbits.RF5 = 1;                                                /* CK_ADC = 1 */ 
       PORTCbits.RC13 = 1;                                             /* CS = 1, uscita ADC disabilitata */ 
       PORTFbits.RF3 = 1;                                                /* PD = 1, si spegne l'ADC  */  
       PORTDbits.RD3 = 0;                                              /* si porta basso CLEAR  */ 
       TRISB = 0xFFFF;                                                   /* RB9..RB2 = D7..D0   impostati come input  */ 
       TRISE = 0;                                                              /* DATO = RE[0..7]  impostato come output */ 
       PORTE = 0; 
       azzera();                                                                  /* si azzera l'indirizzo  */   
       for(i=0; i<524288; i++) 
       { 
           for(ind=0; ind<4; ind++) 
           {   
               PORTDbits.RD6 = 1;                                          /* WE =1, quindi la scrittura è disabilitata  e si abilita 
la lettura */ 
               PORTDbits.RD5 = 1;                                          /* CE2 = 1 quindi la memoria è abilitata */ 
               for(RF_L=0;RF_L<5;RF_L++);                         /* piccola attesa */  
               b = PORTB; 
               b &= 0x3FF; 
               b>>=2; 
                
               //invio al PC del dato letto in memoria  
               while(PORTFbits.RF0);                                     /* resta fermo fino a che TXE va basso */  
              PORTFbits.RF1 = 1; 
               RF_L=0;                                                             /* piccola attesa */ 
               PORTE = b;                                                       /* si carica il dato nel buffer */ 
               RF_L=0;                                                            /* piccola attesa */ 
               PORTFbits.RF1 = 0;                                         /* WR viene portato basso */  
               //incremento dell'indirizzo 
               PORTDbits.RD1 = 0; 
               RF_L=0;                                                           /* piccola attesa */ 
               PORTDbits.RD1 = 1; 
            } 
          } 
    } 
}      
Le istruzioni che esegue il PIC sono inserite in un ciclo while infinito. Una volta fatta 
l acquisizione del segnale e mandato i campioni al computer, il PIC riesegue tutte le sue 
inizializzazioni e si rimette in attesa di un nuovo comando da parte del PC per iniziare una 
nuova acquisizione.    
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Lato COMPUTER
 
# include <fstream> 
# include <iostream> 
# include <math.h> 
# include <windows.h> 
# include "ftd2xx.h"  
using namespace std;  
#define SWAP(a,b) tempr=(a);(a)=(b);(b)=tempr                  // funzione che scambia il contenuto di due variabili   
    FT_HANDLE ftHandle;                      // Identificatore del dispositivo 
    FT_STATUS ftStatus;                         // Stato di esecuzione di una funzione 
    DWORD Risp; 
    unsigned char byte_lett[4];                 // Buffer che contiene i 4 byte di una somma di campioni 
    unsigned long ind; 
    unsigned int  N;                                  // numero di campioni da mediare 
    double data[1048576];                       // vettore che contiene parte reale e immaginaria di ogni campione; a 
fine FFT contiene parte reale e immaginaria di ogni componente 
spettrale 
    ofstream tempo,frequenza;                // file che memorizzano andamento temporale e frequenziale del segnale 
      
void four() 
{  
long mmax,m,j,istep,i;  
double wtemp,wr,wpr,wpi,wi,theta;  
double tempr,tempi;   
                 // bit-reversal  
j=1;  
for (i=1;i<1048576;i+=2)  
              {   
if (j > i) {    
    SWAP(data[j-1],data[i-1]);    
    SWAP(data[j],data[i]);   
                }   
m=524288;   
while (m >= 2 && j > m) {    
                                 j -= m;    
                                m >>= 1;   
                                            }   
j += m;  
      }  
               // Routine di Daniel- Lanczos  
mmax=2;  
while (1048576 > mmax) { 
                                                             istep=mmax << 1; 
                                                             theta=6.28318530717959/mmax;  
                                                            wtemp=sin(0.5*theta); 
                                                            wpr = -2.0*wtemp*wtemp; 
                                                            wpi=sin(theta); 
                                                            wr=1.0; 
                                                            wi=0.0; 
                                                            for (m=1;m<mmax;m+=2) {  
                                                                         for (i=m;i<=1048576;i+=istep) { 
                                                                                                                                j=i+mmax;  
                                                                                                                                tempr=wr*data[j-1]-wi*data[j];  
                                                                                                                                tempi=wr*data[j]+wi*data[j-1]; 
                                                                                                                                data[j-1]=data[i-1]-tempr; 
                                                                                                                                data[j]=data[i]-tempi; 
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                                                                                                                                data[i-1] += tempr; 
                                                                                                                                data[i] += tempi; 
                                                                                                                              } 
                                                                         wr=(wtemp=wr)*wpr-wi*wpi+wr;  
                                                                         wi=wi*wpr+wtemp*wpi+wi; 
                                                                   } 
                                                             mmax=istep; 
                                                       }  
 }      
     
int main() 
{ 
        tempo.open("tempo.txt",ios::out|ios::trunc); 
        frequenza.open("frequenza.txt",ios::out|ios::trunc); 
         
        ftStatus = FT_Open(0,&ftHandle);    //Apertura del dispositivo 
        if (ftStatus == FT_OK) {       
                                                         cout << "Apertura dispositivo riuscita" << '\n';     } 
        else {                         
                                                        cout << "Apertura dispositivo fallita";              }    
        
        cout<<"Inserire il numero N di campioni (min 4 - max 16384): "; 
        cin>>risol; 
         
        byte_lett[0]=log10(risol)/log10(2);              // byte_lett[0] = log2(N)  
                
        FT_Purge(ftHandle, FT_PURGE_RX&FT_PURGE_TX);                 // Pulizia buffer TX e RX del FTDI 
        FT_Write (ftHandle, &byte_lett[0], 1, &Risp);                                   // Invio al PIC di log2(N) 
    
                
       // Lettura delle somme  
        for(ind=0; ind<524288;ind++) 
        { 
          
            FT_Read(ftHandle,byte_lett,4,&Risp);                          // Lettura dei 4 byte della somma 
            data[2*ind]=byte_lett[0]+byte_lett[1]*256+byte_lett[2]*65536+byte_lett[3]*16777216; // Conversione 
in decimale 
            data[2*ind]/= N;                                                            // Si esegue la media  
            data[2*ind]= -5+(data[2*ind]-0.5)*38.146972E-6;      // Si converte in una tensione il campione-media 
            data[2*ind+1]=0;                                                          // Si pone a 0 la parte immaginaria del campione  
            // Si pesa il campione con la finestra di Tukey 
            if(ind<13107) 
            { 
                         data[2*ind]*=0.5*(1+cos(3.14159*(1-(76.3E-6)*ind))); 
                }          
            else 
            { 
                     if(ind>511181) 
                     { 
                         data[2*ind]*=0.5*(1+cos(3.14159*((76.3E-6)*ind-39))); 
                       }     
               }  
             
            tempo<<(2*ind+1)*(N/4)<<"       "<<scientific<<data[2*ind]<<'\n';     // si salva il campione e l istante 
temporale sul file  tempo 
              
          }    
           
         four();             // si chiama la routine che esegue la FFT  
          
         // si leggono le componenti a  frequenze negative, se ne calcola il modulo e si salvano su file 
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         for(ind=262144; ind<524288;ind++) 
         { 
              data[2*ind]=(1.9073486328125E-6)*sqrt( pow(data[2*ind],2) + pow(data[2*ind+1],2) );  
              frequenza<<scientific<<(3.814697265625*(ind - 262144) - 1000000)/N<<"   " 
                              <<scientific<<data[2*ind]<<'\n'; 
           } 
           
         // si leggono le componenti a  frequenze positive, se ne calcola il modulo e si salvano su file  
         for(ind=0; ind<=262144;ind++) 
         { 
                          
             data[2*ind]=(1.9073486328125E-6)*sqrt( pow(data[2*ind],2) + pow(data[2*ind+1],2) );  
             frequenza<<scientific<<(3.814697265625*ind)/N<<"       "<<scientific<<data[2*ind]<<'\n'; 
           }   
          
        // si chiudono i file 
         tempo.close(); 
         frequenza.close(); 
          
         // si chiude il dispositivo               
         ftStatus =  FT_Close ( ftHandle );  
         if (ftStatus == FT_OK) {      cout << "Chiusura dispositivo riuscita" << '\n';     } 
         else {                        cout << "Chiusura dispositivo fallita";              }  
          
         cin >> byte_lett[0] ; 
         return 0; 
                           
}               
Ci sono delle importanti osservazioni da fare sul codice del computer: 
- nella dichiarazione delle variabili avviene la creazione dei due stream di output tempo e 
frequenza che, con la funzione open(), sono abbinati ai relativi file. La modalità  ios::out 
specifica che il file è in grado di ricevere output e, accompagnandola al valore ios::trunc, 
porta alla distruzione del contenuto di un file preesistente con lo stesso nome. 
- una volta calcolata la media, si deve convertire il campione in una tensione analogica con 
la formula:     campione = 2· ( - 2.5  +  ( media - 0.5 ) · LSB ). 
Visto che LSB = 19.073486E-6, la formula nel codice diventa : 
data[2·ind]= -5+ (data[2·ind] - 0.5)· 38.146972E-6 
- ogni campione viene pesato con la finestra di Tukey avente  = 0.95; dopodiché viene 
salvato nel file tempo insieme all istante temporale in cui è stato prelevato. Tale istante si  
misura in sec e si calcola con la formula  (2·ind+1)·(N/4) e corrisponde all istante medio 
dell intervallo di tempo in cui si prelevano N campioni. Si fa un esempio con N= 8 : 
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Di ogni 8 campioni si prenderà una media e anche l istante di tempo sarà quello medio di 
ogni intervallo, ovvero 2 s, 6 s, 10 s, 
- dopo aver calcolato la FFT dei campioni con la routine four() bisogna leggere il vettore 
data dove si trovano le componenti frequenziali dello spettro e salvarle su file. Ogni 
componente presenta parte reale e immaginaria, quindi se ne calcola il modulo e si 
normalizza per il numero totale di campioni : 1/524288 = 1.9073486328125E-6. 
Di ciascuna componente, oltre al  modulo, bisogna salvare su file anche la frequenza sulla 
quale è centrata. Ogni componente è distanziata dall altra della risoluzione frequenziale 
f pari a 3.815/N   Hz. 
Per frequenze positive bisogna leggere la prima metà di data ( 0 < ind  262144 ) e ogni 
frequenza sarà determinata con la formula : (3.815 · ind)/N 
Per frequenze negative bisogna leggere la seconda metà di data ( 262144  ind < 524288 ) 
e ogni frequenza sarà determinata con la formula : ( - 1Mhz + 3.815·(ind - 262144))/ N          
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CAPITOLO 5  
RISULTATI  
Per testare le caratteristiche e potenzialità dell analizzatore di spettro realizzato, sono state 
effettuati 3 tipi di misure mirate a : 
- dimostrare l aumento della risoluzione frequenziale con la diminuzione della 
massima banda visualizzabile 
- verificare l efficacia del filtraggio digitale 
- avere conferma della selettività del filtro analogico   
5.1    Risoluzione in frequenza  
Per valutare come aumenta la risoluzione frequenziale al diminuire della massima banda 
visualizzabile, ovvero all aumentare del numero N di campioni sui quali si effettua la media, 
si analizza un onda quadra  di ampiezza ±5V e frequenza 1 Hz. Una frequenza così bassa 
rende più visibile e apprezzabile l aumento di risoluzione  
Si riporta prima un diagramma nel tempo del segnale acquisito con  N= 256:  
Questa forma d onda rappresenta una porzione del record temporale in cui è stato acquisito il 
segnale. La durata del record temporale si calcola con la seguente formula : 
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Con N= 256 , si ottiene una durata di 67 sec. La porzione graficata mostra il segnale tra 20 e 
25 sec.  
Per quanto riguarda l analisi della risoluzione frequenziale si mostrano 4 spettri ottenuti con 
valori sempre maggiori di N. Ci si aspetta un aumento della risoluzione e uno spettro che 
assume sempre più la tipica forma a righe. I risultati sono i seguenti :   
N= 4        Banda massima : 250KHZ          Risoluzione: 1Hz  
   
N= 16      Banda massima : 62.5KHz        Risoluzione: 0.25Hz   
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N= 256        Banda massima : 3.9KHz        Risoluzione: 15mHz  
  
N= 1024        Banda massima : 976Hz          Risoluzione:  3.7mHz  
È interessante osservare la figura seguente che mostra come agisce la finestra di Tukey sul 
segnale e come la ripetizione dei record avviene senza discontinuità. Il segnale in figura è 
stato acquisito con N = 256 :  
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5.2   Filtraggio digitale  
Per constatare la validità della tecnica del filtraggio digitale si analizzano due forme d onda 
che si prestano bene ad una verifica di questo tipo, ovvero l onda quadra e l onda triangolare. 
La prima viene scelta con frequenza di 10 KHz e la seconda con frequenza di 20 KHz. 
Quest ordine di frequenza permette di avere un buon numero di armoniche che passano nella 
banda del filtro analogico. Su tali armoniche che passano si effettua il filtraggio digitale.   
Onda quadra  ±1V,   frequenza 10 KHz  
N= 4          Banda massima : 250KHZ         Risoluzione: 1Hz  
  
N= 16         Banda massima : 62.5KHZ        Risoluzione: 0.25Hz 
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N= 32       Banda massima : 31.25KHZ       Risoluzione : 0.125Hz 
      
Lo spettro ottenuto con  N = 4  mostra le armoniche dell onda quadra con frequenze inferiori 
a 250 KHz. In questo caso filtraggio analogico e digitale hanno la stessa banda. Si può 
visualizzare il segnale in questione nel dominio del tempo :  
Si può notare che il filtraggio è minimo. Eliminando le componenti ad alta frequenza si 
ottengono delle lievi oscillazioni sui fronti ripidi dell onda.  
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Invece con la riduzione digitale della banda all aumentare di N si visualizzano sempre meno 
armoniche dello spettro. Questo dimostra la buona riuscita del filtraggio di tipo numerico. Un 
particolare da notare, però, è la comparsa di frequenze spurie ben visibili negli spettri relativi 
a N = 16 e N= 32 che producono dispersione e perdite in ampiezza delle armoniche del 
segnale. Infatti con un onda quadra di ampiezza 1V, la fondamentale dovrebbe avere 
ampiezza  2/  =   0.64; mentre le altre armoniche ampiezza 0.21 ( 1/3 della fondamentale ), 
0.13 ( 1/5 della fondamentale ) e così via. Questo fenomeno della dispersione spettrale è 
dovuto al fatto che il filtraggio digitale distorce il segnale e si può evincere dall andamento 
nel tempo dell onda con N = 32.    
  
Ma è un fenomeno legato anche al tipo di finestra scelta e al fatto che nell acquisizione non è 
detto che si trovi in fase con il periodo del segnale introducendo delle distorsioni.                   
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Onda triangolare   0÷5 V,   frequenza 20 KHz  
N= 4         Banda massima : 250 KHz         Risoluzione : 1Hz  
 
N= 16          Banda massima : 62.5 KHz       Risoluzione 0.25 mHz  
N= 1024      Banda massima : 976Hz           Risoluzione 3.7mHz  
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Anche questa prova dimostra la validità della tecnica di filtraggio digitale. All aumentare del 
numero N diminuisce la banda visualizzabile fino ad arrivare al caso N = 1024 in cui si filtra 
anche l armonica fondamentale a 20 KHz e resta solo la continua. Rispetto al caso dell onda 
quadra è sentito meno il problema della dispersione spettrale, infatti le ampiezze delle 
armoniche trovate con lo strumento si discostano di poco dai valori teorici. Se il segnale si 
vede come la somma di un onda triangolare di ampiezza 2.5 V e di una tensione costante di 
2.5 V, si trova che l ampiezza della fondamentale deve valere  ( 4 · 2.5 )/ 2  = 1.01, mentre 
l ampiezza della terza armonica  0.11 ( 1/9 della fondamentale ).  
Si mostrano gli andamenti nel tempo nei casi :  
N=4   
  
N= 1024   
Nel caso N = 1024 si vede che dell onda triangolare resta solo il valore medio a cui si somma 
una componente variabile molto attenuata. 
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5.3   Filtraggio analogico  
Con l analizzatore è possibile anche fare una verifica del filtraggio analogico, in modo da 
essere certi che la frequenza di taglio sia proprio a 250 KHz. Si manda in ingresso al sistema 
un onda quadra con ampiezza variabile tra 0 e 5 V e con frequenza 250 KHz, quindi pari 
proprio alla frequenza di taglio e si osserva come viene attenuata. Infatti il filtro scarterà tutte 
le armoniche multiple della fondamentale perché a frequenze troppo elevate ( 750 KHz, 1250 
KHz ,  ) e andrà a trattenere solo la fondamentale con una certa attenuazione. L analisi va 
fatta con N=4 perché con N maggiori si filtrerebbe per via numerica la fondamentale. Visto 
che N=4, si ha una frequenza di campionamento virtuale di 500 KHz che, essendo il doppio 
dell unica armonica che passa, produrrà la ricostruzione di un segnale triangolare centrato sul 
valore medio di 2.5V:  
 
Lo spettro del segnale filtrato è il seguente :  
Il filtro analogico trattiene la fondamentale a 250 KHz però attenuandola. Visto che il 
segnale in ingresso si può vedere come la somma di una continua di 2.5 V e di un onda 
quadra di ampiezza 2.5V, allora la fondamentale in ingresso al sistema ha ampiezza( 2· 2.5 )/ 
= 1.6. Questa si riduce a 0.625 con il filtraggio, quindi c è un attenuazione di 2.56. Questo 
significa che la frequenza di taglio, per la quale l attenuazione vale 2 = 1.414, cade un po 
prima di 250 KHz. 
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CONCLUSIONI  
L analizzatore di spettro realizzato con questo lavoro di tesi presenta delle caratteristiche 
molto spinte sia in termini di risoluzione frequenziale ( max 233 Hz ) che di variabilità della 
massima banda visualizzabile ( 61 Hz ÷ 250 KHz ). Queste specifiche sono state rispettate 
ricorrendo ad una tecnica di filtraggio digitale che semplifica di molto l hardware del sistema 
garantendo buoni risultati. Una maggiore semplificazione e flessibilità è aggiunta 
dall intervento del computer nel calcolo della FFT e nell elaborazione, trattazione e 
visualizzazione dei risultati. Il tutto è stato realizzato con costi contenuti. 
Ciò non toglie un miglioramento delle performance del sistema, per esempio perfezionando 
la finestra con cui pesare i campioni in modo da introdurre meno distorsioni possibili nello 
spettro. Un altra verifica da fare sarebbe quella della risoluzione in ampiezza; con i 18 bit 
dell ADC sarebbe bene testare quali livelli minimi di segnale il sistema è in grado di 
acquisire senza sentire troppo il rumore. Queste prove in ampiezza non sono state effettuate 
ma possono essere oggetto di lavori futuri.                     
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