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Abstrakt
Cı´lem te´to pra´ce je vytvorˇenı´ 2D letecke´ho simula´toru s vyuzˇitı´m multi-agentnı´ho syste´mu Jason
a jazyka AgentSpeak. V tomto simula´toru budou letadla reprezentova´na agenty a jejich chova´nı´
bude popsa´no pla´ny v jazyce AgentSpeak. Pomocı´ teˇchto pla´nu˚ budou agenti demonstrovat ru˚zne´
typy chova´nı´ jako je detekce a vyhnutı´ se kolizi, zaujmutı´ pozice nebo prona´sledova´nı´. Vy´sledna´
aplikace se skla´da´ ze dvou cˇa´stı´ - simulacˇnı´ho modulu a uzˇivatelske´ho rozhranı´. Simulacˇnı´ modul
je ja´drem simula´toru a je vytvorˇen v syste´mu Jason. Uzˇivatelske´ rozhranı´ poskytuje mozˇnost rˇı´zenı´
simulace a vytva´rˇenı´ uzˇivatelsky´ch simulacˇnı´ch modelu˚.
Abstract
The aimof thiswork is to create a 2Dflight simulator using Jasonmulti-agent systemandAgentSpeak
language. In this simulator, the aircrafts will be represented by agents and their behavior will be
described by plans implemented in AgentSpeak language. Agents will use these plans to demonstrate
different types of behavior such as detection and collision avoidance, the taking of a position or
persecution. The final application consists of two parts - the simulationmodule and the user interface.
Simulation module is the core of simulator and it is created in the Jason system. The user interface
provides the possibility to control simulations and creating user simulation models.
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Kapitola 1
U´vod
Prˇi vy´beˇru bakala´rˇske´ pra´ce jsem se zameˇrˇila na inteligentnı´ syste´my, konkre´tneˇ na jejich vyuzˇitı´
v letectvı´, protozˇe meˇ tato oblast velmi zajı´ma´ a chteˇla bych se jı´ hloubeˇji veˇnovat. Pra´veˇ proto meˇ
oslovilo toto zada´nı´, ktere´ spojuje obeˇ zmı´neˇne´ oblasti me´ho za´jmu.
Simulace se v poslednı´ dobeˇ pouzˇı´va´ v mnoha souvislostech, at’uzˇ jde o prˇı´rodnı´, lidske´ cˇi techno-
logicke´ syste´my. Jednı´m z du˚vodu jejı´ho pouzˇitı´ je zı´ska´nı´ poznatku˚ o fungova´nı´ teˇchto syste´mu˚,
prˇı´padneˇ zı´ska´nı´ informacı´ o mozˇny´ch rea´lny´ch dopadech urcˇite´ho jedna´nı´ na vybrany´ syste´m.
Letecke´ simulace jsou du˚lezˇite´ z mnoha du˚vodu˚. Pouzˇı´vajı´ se mimo jine´ pro tre´nink letovy´ch
kontroloru˚ a cˇasto hrajı´ klı´cˇovou roli prˇi vysˇetrˇova´nı´ letecky´ch katastrof a poma´hajı´ tak prˇispı´vat
k bezpecˇnosti v letecke´ dopraveˇ.
1.1 Cı´le pra´ce
Cı´lem te´to pra´ce je vytvorˇenı´ 2D letecke´ho simula´toru s pouzˇitı´m multi-agentnı´ho syste´mu Jason
a jazyka AgentSpeak. Pra´ce je rozdeˇlena do dvou cˇa´stı´. V prvnı´ cˇa´sti je popsa´na teorie nutna´ pro
pochopenı´ za´kladnı´ch souvislostı´ ty´kajı´cı´ch se agentnı´ch a multi-agentnı´ch syste´mu˚, v druhe´ cˇa´sti
je pak popsa´na vlastnı´ implementace simula´toru.
V prvnı´ kapitole jsou vymezeny cı´le pra´ce. Druha´ kapitola obsahuje obecny´ popis multi-
agentnı´ch syste´mu˚ a jejich na´lezˇitostı´. Jsou zde popsa´ni agenti a jejich vlastnosti, typy a jejich
vcˇleneˇnı´ do prostrˇedı´, da´le pak komunikace agentu˚ s prostrˇedı´m a samotne´ prostrˇedı´ jako prostor,
v neˇmzˇ agenti existujı´. Na konci te´to kapitoly jsou popsa´ny jazyky, ktere´ se vyuzˇı´vajı´ pro komunikaci
mezi agenty.
Trˇetı´ kapitola je zameˇrˇena na syste´m Jason, ve ktere´m je simula´tor vytvorˇen a na jazyk Agent-
Speak, ktery´ je pouzˇit pro implementaci agentu˚. Da´le jsou v te´to kapitole vysveˇtleny za´kladnı´
jazykove´ konstrukce programovacı´ho jazyka AgentSpeak spolu s jednoduchy´mi prˇı´klady. Ve cˇtvrte´
kapitole je popsa´n na´vrh a samotna´ implementace simula´toru, vcˇetneˇ na´stroju˚ pouzˇity´ch pro jeho
realizaci. Jsou zde podrobneˇ popsa´ny jednotlive´ cˇa´sti aplikace, tedy simulacˇnı´ modul a uzˇivatelske´
rozhranı´. Pa´ta´ kapitola je veˇnova´na experimentova´nı´ s vytvorˇeny´m simula´torem. Na prˇı´kladech
je zde popsa´no chova´nı´ agentu˚ v modelovy´ch situacı´ch. Na za´veˇr jsou shrnuty prˇı´nosy pra´ce a
nastı´neˇny mozˇnosti jejı´ho dalsˇı´ho rozsˇı´rˇenı´.
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Kapitola 2
Agentnı´ syste´my
• Agentnı´ syste´m (AS, Agent System) je da´n agentem, ktery´ je vybaven jistou mı´rou inteligence
a prostrˇedı´m, ve ktere´m tento agent pu˚sobı´. V praxi se ale spı´sˇe nezˇ tyto jednoduche´ syste´my
o jednom agentovi vyskytujı´ syste´my slozˇiteˇjsˇı´ neboli multi-agentnı´.
• Multiagentnı´ syste´m (MAS, Multi-agent system) je takovy´ syste´m, ve ktere´m jedno prostrˇedı´
sdı´lı´ dva a nebo vı´ce agentu˚, kterˇı´ jsou schopni jak vza´jemne´ komunikace, tak komunikace
s prostrˇedı´m, ve ktere´m existujı´ [6].
Obra´zek 2.1: Typicka´ struktura multi-agentnı´ch syste´mu˚ [6].
Na Obra´zku 2.1 je zna´zorneˇna typicka´ struktura multi-agentnı´ch syste´mu˚. Agenti mohou by´t
shlukova´ni do ru˚zny´ch skupin a mohou mı´t ve sve´m prostrˇedı´ tzv. sfe´ru vlivu, cozˇ je cˇa´st prostrˇedı´,
kterou agent doka´zˇe alesponˇ cˇa´stecˇneˇ kontrolovat [6].
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V na´sledujı´cı´ch podkapitola´ch budou popsa´ny jednotlive´ cˇa´sti multi-agentnı´ch syste´mu˚, tedy
samotny´ agent, jeho vlastnosti, typy a vztah k prostrˇedı´, da´le pak prostrˇedı´ jako prostor, ve ktere´m
agenti existujı´.
2.1 Agent
Agent je reaktivnı´ syste´m, ktery´ ma´ do jiste´ mı´ry vlastnı´ inteligenci a je schopny´ sa´m rozhodnout,
jak dosa´hnout cı´le, pro ktery´ je urcˇen. Rozhodova´nı´ probı´ha´ na za´kladeˇ pla´nu˚, ktere´ ma´ agent
k dispozici. Tento reaktivnı´ syste´m existuje a kona´ v ra´mci neˇjake´ho prostrˇedı´. Vy´meˇna informacı´
mezi agentem a tı´mto prostrˇedı´m je pro chod multi-agentnı´ho syste´mu velmi du˚lezˇita´. Agent je
schopen zı´ska´vat podneˇty z prostrˇedı´ pomocı´ senzoru˚ (softwarove´ prostrˇedky pro snı´ma´nı´ vjemu˚).
Zı´skane´ podneˇty da´le zpracova´va´ a na jejich za´kladeˇ na´sledneˇ ovlivnˇuje okolnı´ prostrˇedı´ pomocı´
akcı´ prostrˇednictvı´m svy´ch efektoru˚ (softwarovy´ mechanismus pro vykona´va´nı´ akcı´) [6]. Tento
princip vy´meˇny informacı´ za akce je zna´zorneˇn na Obra´zku 2.2.
Obra´zek 2.2: Vy´meˇna informacı´ mezi agentem a prostrˇedı´m [6].
Chova´nı´ agenta mu˚zˇeme zjednodusˇeneˇ prˇirovnat k lidske´mu chova´nı´. Kazˇdy´ z na´s prˇizpu˚sobu-
jeme sva´ rozhodnutı´ podle informacı´ prˇijaty´ch z nasˇeho okolı´ a podobneˇ tak jedna´ i agent.
2.1.1 Du˚lezˇite´ vlastnosti
Kromeˇ umı´steˇnı´ v neˇjake´m prostrˇedı´ by meˇl mı´t raciona´lnı´ agent dalsˇı´ du˚lezˇite´ vlastnosti. Mezi
neˇ patrˇı´ autonomnost, reaktivita, proaktivita a socia´lnı´ schopnost. V na´sledujı´cı´m textu budou tyto
pojmy podrobneˇ vysveˇtleny [6, 14].
• Autonomnost - Schopnost agenta prova´deˇt neza´visla´ rozhodnutı´ smeˇrˇujı´cı´ k dosazˇenı´ urcˇite´ho
cı´le. Agent pracuje bez prˇı´me´ho za´sahu cˇloveˇka nebo jine´ho agenta, ma´ kontrolu nad vlastnı´m
rozhodnutı´m a nad svy´m vnitrˇnı´m stavem.
6
• Proaktivita - Vlastnost agenta, ktera´ vede k cı´lene´mu chova´nı´. Pokud ma´ agent neˇjaky´ cı´l,
ocˇeka´va´ se, zˇe se pokusı´ tohoto cı´le dosa´hnout.
• Reaktivita - Schopnost agenta pruzˇneˇ meˇnit sve´ pla´ny k dosazˇenı´ cı´le na za´kladeˇ zmeˇn
v prostrˇedı´. Neˇktere´ reakce agenta mohou by´t na reflexnı´ u´rovni.
• Socia´lnı´ schopnost - Schopnost agenta spolupracovat s ostatnı´mi agenty v prostrˇedı´ a prˇı´padneˇ
koordinovat sve´ kroky s dalsˇı´mi agenty k dosazˇenı´ spolecˇne´ho cı´le. Du˚lezˇitou vlastnostı´ je
schopnost agenta sdı´let sve´ znalosti, pla´ny a cı´le s ostatnı´mi agenty v dane´m prostrˇedı´.
2.1.2 Typy agentu˚
Agenty lze rozdeˇlovat podle ru˚zny´ch parametru˚, obecneˇ je vsˇak deˇlı´me do trˇı´ za´kladnı´ch skupin
podle prostrˇedı´, ve ktere´m pu˚sobı´ [14]:
• Programovı´ agenti - softboti (pocˇı´tacˇove´ viry, agenti v pocˇı´tacˇovy´ch hra´ch...).
• Technicˇtı´ agenti - roboti.
• Biologicˇtı´ agenti - lide´.
Programovı´ agenti se da´le deˇlı´ na konkre´tnı´ typy, nejcˇasteˇji podlemı´ry inteligence, tedy zpu˚sobu,
jaky´m agent dosahuje raciona´lnı´ho chova´nı´. Neˇktere´ typy si prˇedstavı´me podrobneˇji [14].
• Reaktivnı´ agent - Tento typ agenta nema´ zˇa´dnou vnitrˇnı´ ba´zi znalostı´, pomocı´ ktere´ by
reagoval na zmeˇny v prostrˇedı´. Jeho reakce na podneˇty z okolı´ jsou pouze reflexnı´. Jeho
za´kladnı´ vlastnostı´ je reaktivita. Tento agent je z pohledu realizace nejjednodusˇsˇı´.
• Kognitivnı´ agent - Kognitivnı´ agent je schopen myslet. V tomto prˇı´padeˇ to znamena´, zˇe agent
ma´ schopnost zabudova´vat informace prˇijate´ z okolı´ do sve´ho vnitrˇnı´ho prostrˇedı´. Doka´zˇe se
tedy ucˇit prostrˇednictvı´m zı´skany´ch zkusˇenostı´.
• Deliberativnı´ agent - Deliberativnı´ neboli rozva´zˇny´ agent stejneˇ jako agent reaktivnı´ nema´
zˇa´dnou ba´zi znalostı´. Jeho reakce se ale neomezujı´ pouze na reakce na podneˇty, jako u agenta
reaktivnı´ho, ale je schopen pomocı´ svy´ch vnitrˇnı´ch vy´pocˇtu˚ pla´novat kroky k efektivnı´mu
dosazˇenı´ cı´le. Jeho za´kladnı´ vlastnostı´ je proaktivita.
• Hybridnı´ agent - Hybridnı´ agent je specia´lnı´m prˇı´padem agenta, ktery´ kombinuje neˇktere´
nebo vsˇechny z vy´sˇe uvedeny´ch typu˚ v jeden celek. Obvykle se jedna´ o spojenı´ vlastnostı´
agenta reaktivnı´ho s agentem deliberativnı´m.
• Raciona´lnı´ agent - Raciona´lnı´ agent je specia´lnı´m prˇı´pad hybridnı´ho agenta, ktery´ kombinuje
vsˇechny vy´sˇe zmı´neˇne´ vlastnosti agentu˚. V jeho strukturˇe se nacha´zı´ jak pla´novacı´, tak
kognitivnı´ jednotka a take´ znalostnı´ ba´ze. Tento typ agenta je schopen ucˇenı´ a raciona´lnı´ho
pla´nova´nı´ kroku˚ k dosazˇenı´ cı´le.
Vy´sˇe zmı´neˇne´ deˇlenı´ agentu˚ je zna´zorneˇno graficky na Obra´zku 2.3.
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Obra´zek 2.3: Deˇlenı´ agentu˚ [14].
2.2 BDI Model
BDI model je jeden z nejvyuzˇı´vaneˇjsˇı´ch prˇı´stupu˚ prˇi tvorbeˇ multi-agentnı´ch syste´mu˚. BDI agent
je zalozˇen na syste´mu belief-desire-intention. Tento syste´m je analogicky´ k syste´mu biologicky´ch
agentu˚, tedy lidı´. V na´sledujı´cı´m textu budou jednotlive´ cˇa´sti BDI syste´mu popsa´ny blı´zˇe [6, 7].
• Beliefs neboli prˇedstavy reprezentujı´ informace, ktere´ ma´ agent o sveˇteˇ. Tyto prˇedstavy ovsˇem
nemusı´ by´t nutneˇ pravdive´, nemu˚zˇeme je tedy nazvat znalostmi.
• Desires neboli prˇa´nı´ jsou cı´le nebo take´ stavy, ktery´ch by chteˇl agent dosa´hnout. Tyto cı´le
mohou by´t kra´tkodobe´ nebo dlouhodobe´ a mohou by´t i protichu˚dne´.
• Intentions neboli za´meˇry jsou zpu˚soby, jak mu˚zˇe agent konat. Prˇeneseneˇ mu˚zˇeme rˇı´ci, zˇe
jsou to postupy, ktere´ mohou ve´st ke splneˇnı´ cı´le. Za´meˇry musı´ by´t konzistentnı´, tedy nesmeˇjı´
by´t vza´jemneˇ v rozporu.
2.3 Prostrˇedı´
Prostrˇedı´ je spolu s agenty za´kladnı´m prvkem multi-agentnı´ho syste´mu. Je to prostor, obvykle
cˇa´st reality, ve ktere´m agenti existujı´ a plnı´ sve´ cı´le. Prostrˇedı´ obecneˇ deˇlı´me na prostrˇedı´ fyzicke´
(pro fyzicke´ agenty, naprˇı´klad roboty) a prostrˇedı´ programove´ (programovı´ agenti). Da´le mu˚zˇeme
prostrˇedı´ rozdeˇlit na [15]:
• Plneˇ vs. cˇa´stecˇneˇ pozorovatelne´ - pokud je prostrˇedı´ plneˇ pozorovatelne´, pak agent mu˚zˇe
svy´mi senzory snı´mat jeho kompletnı´ stav. V opacˇne´m prˇı´padeˇ je mu umozˇneˇno snı´mat pouze
neˇktere´ stavy prostrˇedı´.
• Deterministicke´ vs. nedeterministicke´ - deterministicke´ prostrˇedı´ je takove´ prostrˇedı´, ve ktere´m
je jeho na´sledujı´cı´ stav prˇedvı´datelny´, ma´me-li k dispozici stav pu˚vodnı´ a akci nutnou pro
prˇechod mezi stavy. V nedeterministicke´m prostrˇedı´ tato prˇedvı´datelnost neplatı´.
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• Staticke´ vs. dynamicke´ - staticke´ prostrˇedı´ je takove´ prostrˇedı´, jehozˇ zmeˇna mu˚zˇe by´t zpu˚-
sobena pouze akcı´ agenta. Dynamicke´ prostrˇedı´ se mu˚zˇe meˇnit i jinak, neˇzˇ pouze agentnı´
akcı´.
• Spojite´ vs. diskre´tnı´ - spojite´ prostrˇedı´ je prostrˇedı´ s nekonecˇny´m pocˇtem stavu˚. Neomezuje
tedy interakci mezi agentem a prostrˇedı´m. Oproti tomu prostrˇedı´ diskre´tnı´ ma´ konecˇny´ nebo
take´ spocˇetny´ pocˇet stavu˚.
2.4 Komunikace
Komunikace je obecneˇ oznacˇova´na jako proces, beˇhem ktere´ho si vymeˇnˇujı´ dva a vı´ce agentu˚
informace pomocı´ jednoduchy´ch zpra´v. Vy´meˇna informacı´ mezi agentem a prostrˇedı´m a mezi
agenty navza´jem je velmi du˚lezˇita´ pro dosahova´nı´ cı´lu˚, ktere´ jsou pro jednoho agenta prˇı´lisˇ slozˇite´.
Principy vy´meˇny informacı´ mezi agentem a prostrˇedı´m byly popsa´ny v Podkapitole 2.1. Nı´zˇe budou
prˇiblı´zˇeny zpu˚soby komunikace mezi dveˇma agenty a na´sledneˇ jazyky vyuzˇı´vane´ pro komunikaci.
2.4.1 Du˚vody komunikace
Agenti spolu mohou komunikovat z mnoha du˚vodu˚, komunikaci proto rozdeˇlujeme do neˇkolika
typu˚ [9]:
• Hleda´nı´ informacı´ - Agent hleda´ odpoveˇd’ na ota´zku u jine´ho agenta, u ktere´ho veˇrˇı´, zˇe
odpoveˇd’zna´ a mu˚zˇe mu ji poskytnout.
• Dotazova´nı´ - Agenti neznajı´ odpoveˇd’na ota´zku a spolupracujı´ na jejı´m hleda´nı´.
• Prˇesveˇdcˇova´nı´ - Agent se snazˇı´ prˇesveˇdcˇit jine´ho agenta, aby prˇijal neˇktere´ z jeho tvrzenı´, se
ktery´m v dane´ dobeˇ nesouhlası´.
• Vyjedna´va´nı´ - Agenti spolu vyjedna´vajı´ o rozdeˇlenı´ neˇktery´ch omezeny´ch zdroju˚ tak, aby byli
spokojeni vsˇichni zu´cˇastneˇnı´.
• Uvazˇova´nı´ - Agenti spolupracujı´ na rozhodnutı´, jak rˇesˇit urcˇity´ proble´m, ktery´ je v za´jmu
vsˇech zu´cˇastneˇny´ch.
• Rozpor - Agenti si vymeˇnˇujı´ informace za u´cˇelem dosazˇenı´ svy´ch za´jmu˚ (ha´dka).
2.4.2 Komunikacˇnı´ jazyky
V multi-agentnı´ch syste´mech se pro vy´meˇnu informacı´ a znalostı´ mezi agenty pouzˇı´va´ jazyk ACL
(Agent Communication Language) [3]. Nejzna´meˇjsˇı´mi ACL jazyky, ktere´ se pouzˇı´vajı´ v multi-
agentnı´ch syste´mech, jsou jazyk KQML a FIPA [4].
KQML
KQML (The Knowledge Query and Manipulation Language) je vysokou´rovnˇovy´ komunikacˇnı´ ja-
zyk urcˇeny´ pro vy´meˇnu informacı´ pomocı´ zpra´v, ktery´ je neza´visly´ na transportnı´m mechanismu
a nenı´ va´zany´ na zˇa´dny´ konkre´tnı´ jazyk. Jeho za´kladnı´m principem je pouzˇitı´ tzv. performativu˚,
neboli klı´cˇovy´ch slov, ktera´ prˇesneˇ specifikujı´ komunikacˇnı´ akt. Komunikacˇnı´ zpra´va je pak slozˇena
z na´zvu performativu a jeho parametru˚ urcˇujı´cı´ch obsah zpra´vy [2].
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Performativy lze deˇlit do neˇkolika skupin podle oblasti jejich vyuzˇı´tı´:
• Za´kladnı´ dotazy - evaluate, ask-if, ask-about, ask-one, ask-all.
• Dotazy s vı´ce odpoveˇd’mi - stream-about, stream-all, eos.
• Odpoveˇdi - reply, sorry.
• Obecne´ informace - tell, untell, cancel, achieve, unachieved.
• Genera´tor - standby, ready, next, rest, discard, generator.
• Definice schopnosti - advertise, subscribe, monitor, import, export.
• Sı´t’ - register, unregister, forward, broadcast, route.
Pro prˇedstavu o skladbeˇ zpra´vy budou uvedeny dva jednoduche´ prˇı´klady.
Prˇı´klad dotazovacı´ zpra´vy: Prˇı´klad odpoveˇdi na dotazovacı´ zpra´vu:
(ask-one (tell
:sender john :sender joe
:content (pocasi(dnes)) :content (pocasi(dnes, oblacno))
:receiver joe :receiver john
:language LPROLOG :language LPROLOG
) )
V prvnı´m prˇı´kladu je uvedena zpra´va s performativem typu ask-one. Jedna´ se o dotaz odesı´latele
na informaci uvedenou ve zpra´veˇ v poli :content, v tomto prˇı´padeˇ na stav pocˇası´. Tento typ zpra´vy se
pouzˇı´va´ v prˇı´padeˇ, zˇe se agent potrˇebuje dota´zat jine´ho agenta na ota´zku, na kterou potrˇebuje pra´veˇ
jednu odpoveˇd’. Mezi dalsˇı´ du˚lezˇita´ pole zpra´vy patrˇı´ naprˇı´klad pole :sender uda´vajı´cı´ odesı´latele
zpra´vy, :reciever uda´vajı´cı´ prˇı´jemce zpra´vy nebo pole :language uda´vajı´cı´ jazyk, ve ktere´m je obsah
zpra´vy napsa´n. V druhe´m prˇı´kladu je uvedena odpoveˇd’na tuto zpra´vu s pouzˇitı´m performativu tell.
Performativy mohou mı´t kromeˇ parametru˚ uvedeny´ch v prˇı´kladech i dalsˇı´ parametry. Jejich
na´zvy a vy´znamy jsou shrnuty v Tabulce 2.1.
Parametr Vy´znam
:sender Odesı´latel
:reciever Prˇı´jemce
:content Obsah zpra´vy
:language Jazyk obsahu zpra´vy
:force Typ zpra´vy
:ontology Specifikace obsahu
:in-reply-to Ko´d zpra´vy, na kterou tato odpovı´da´
Tabulka 2.1: Typy parametru˚.
FIPA
Jazyk FIPA byl navrzˇen stejnojmennou organizaci FIPA (The Foundation for Intelligent Physical
Agents), zaby´vajı´cı´ se agentnı´mi technologiemi a standardizacı´ v multi-agentnı´ch syste´mech. Stejneˇ
jako jazyk KQML je i tento zalozˇen na zpra´va´ch realizujı´cı´ch rˇecˇove´ akty a nenı´ za´visly´ na kon-
kre´tnı´m programovacı´m jazyku. Jazyky KQML a FIPA jsou si velmi podobne´, syntakticky se lisˇı´
pouze na´zvy primitiv (komunikacˇnı´ch aktu˚) [2].
Mezi komunikacˇnı´ primitiva rˇadı´me naprˇı´klad Agree vyjadrˇujı´cı´ souhlas s vykona´nı´m neˇjake´
akce, Failure vyjadrˇujı´cı´ informova´nı´ agenta o selha´nı´ pokusu o akci nebo naprˇı´klad primitivum
Refuse, ktere´ vyjadrˇuje odmı´tnutı´ provedenı´ dane´ akce s uda´nı´m du˚vodu˚ [1].
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Kapitola 3
Syste´m Jason
Jason je interpretem pro rozsˇı´rˇenou verzi jazyka AgentSpeak(L) [11]. Je implementova´n v jazyce
Java a je dostupny´ jako open-source distribuovany´ podGNU LGPL1. Na jeho vy´voji spolupracovali
Jomi F. Hu¨bner a Rafael H. Bordini, kterˇı´ mimo jine´ vytvorˇili za pomoci Michaela Wooldridge pu-
blikaci s na´zvem Programming multi-agent systems in AgentSpeak using Jason [6], ktera´ poskytuje
podrobny´ popis syste´mu Jason a popis principu˚ programova´nı´ v jazyce AgentSpeak.
Kromeˇ interpretace jazyka AgentSpeak ma´ syste´m Jason mnoho du˚lezˇity´ch vlastnostı´. Patrˇı´
mezi neˇ naprˇı´klad [8]:
• Knihovna za´kladnı´ch internı´ch akcı´.
• Podpora vytva´rˇenı´ novy´ch internı´ch akcı´ v jazyce Java.
• Podpora rˇecˇovy´ch aktu˚ prˇi komunikaci mezi agenty.
• Podpora rozsˇirˇova´nı´ za´kladnı´ho prostrˇedı´ naprogramovane´ho v jazyce Java.
• Prˇizpu˚sobitelnost funkcı´ a architektury agenta - komunikace mezi agenty, vykona´va´nı´ akcı´,
u´prava znalostı´ agenta.
• Dostupnost vy´vojove´ho prostrˇedı´ ve formeˇ editoru jEdit nebo pluginu pro IDE Eclipse,
podpora ladeˇnı´.
3.1 AgentSpeak(L)
Jazyk AgentSpeak(L), da´le jen AgentSpeak, je logicky zalozˇeny´m agentoveˇ-orientovany´m progra-
movacı´m jazykem pro tvorbu reaktivnı´ch pla´novacı´ch agentu˚, ktery´ je zalozˇen na architekturˇe BDI
(Belief-Desire-Intention). Tato architektura byla popsa´na v Podkapitole 2.2.
V jazyce AgentSpeak je pouzˇı´va´no neˇkolik datovy´ch typu˚. Platı´ zde, zˇe kazˇdy´ symbol zacˇı´najı´cı´
maly´m pı´smenem je nazy´va´n atom. Oproti tomu kazˇdy´ symbol zacˇı´najı´cı´ velky´m pı´smenem je
oznacˇova´n jako logicka´ promeˇnna´. Atomy spolecˇneˇ s cˇı´sly a rˇeteˇzci rˇadı´me do jednoho celku
nazy´vane´ho konstanty. Dalsˇı´m typem je struktura, ktera´ reprezentuje komplexnı´ data.
Jazykove´ konstrukce tohoto programovacı´ho jazyka mohou by´t rozdeˇleny do trˇı´ za´kladnı´ch
kategoriı´, ktery´mi jsou znalosti, pla´ny a cı´le. V na´sledujı´cı´m textu budou jednotlive´ kategorie
popsa´ny podrobneˇji a demonstrova´ny na jednoduchy´ch prˇı´kladech [13, 6].
1GNU LGPL - Lesser General Public License - licence svobodne´ho softwaru
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3.1.1 Znalosti
Znalosti (Beliefs) v jazyce AgentSpeak reprezentujı´ informace, ktere´ jsou agentovi dostupne´ jak
o prostrˇedı´, tak o ostatnı´ch agentech. Tyto znalosti se sdruzˇujı´ do znalostnı´ ba´ze, ktera´ je ve sve´
nejjednodusˇsˇı´ podobeˇ popsa´na souborem litera´lu˚. Samotne´ znalosti jsou reprezentova´ny symbolicky
pomocı´ predika´tu˚.
Obecneˇ je znalost popisova´na takto:
property(object).
Konkre´tnı´ prˇı´klad znalosti:
own house(john).
Znalosti ve znalostnı´ ba´zi ovsˇem nemajı´ vy´znam absolutnı´ pravdy. O agentovi vypovı´dajı´ pouze
to, zˇe ten aktua´lneˇ veˇrˇı´, zˇe je dany´ litera´l pravdivy´. Ve skutecˇnosti ale pravdivy´ by´t nemusı´.
3.1.2 Cı´le
Cı´le (Goals) vyjadrˇujı´ vlastnosti stavu˚ prostrˇedı´, ktery´ch by si agent prˇa´l dosa´hnout. Cı´lu˚ lze
dosa´hnout prostrˇednictvı´m vykona´va´nı´ agentnı´ch pla´nu˚, ktere´ jsou blı´zˇe popsa´ny v na´sledujı´cı´
podkapitole. Rozlisˇujeme dva druhy cı´lu˚:
• Cı´l k dosazˇenı´ - Tento typ cı´le je prˇed svy´m na´zvem uveden opera´torem ’!’. Je to cı´l, prˇı´padneˇ
jeden z cı´lu˚, ktere´ho chce agent dosa´hnout. Dosa´hnutı´m cı´le je mysˇlen stav, kdy po provedenı´
urcˇity´ch kroku˚ zacˇne agent veˇrˇit, zˇe litera´l vyjadrˇujı´cı´ cı´l je pravdivy´.
• Testovacı´ cı´l - Tento typ cı´le je prˇed svy´m na´zvem uveden opera´torem ’?’. Pouzˇı´va´ se v kon-
textu nebo v teˇle pla´nu za u´cˇelem obnovenı´ nebo take´ zı´ska´nı´ informacı´ beˇhem vykona´va´nı´
pla´nu. Umı´steˇnı´ testovacı´ho cı´le prˇı´mo ovlivnˇuje vykona´va´nı´ pla´nu.
Je-li testovacı´ cı´l umı´steˇn v kontextu pla´nu a selzˇe, pak pla´n nenı´ vykona´n. Pokud testovacı´
pla´n selzˇe v teˇle pla´nu, tak cely´ pla´n selhal.
3.1.3 Pla´ny
Pla´ny (Plans) rozumı´me postup, ktery´ ma´ by´t pouzˇit pro zpracova´nı´ neˇjake´ uda´losti. Kazˇdy´ agent
ma´ tyto postupy ve sve´ knihovneˇ pla´nu˚. Kazˇdy´ pla´n se skla´da´ ze trˇı´ cˇa´stı´, ktery´mi jsou spousteˇcı´
uda´lost neboli triggering event, kontext a teˇlo pla´nu, kde spousˇteˇcı´ uda´lost a kontext tvorˇı´ tzv. hlavu
pla´nu. Jednotlive´ cˇa´sti budou v na´sledujı´cı´m textu popsa´ny.
Obecneˇ vypada´ syntaxe pla´nu takto:
triggering event : context← body.
Konkre´tnı´ prˇı´klad pla´nu:
+!start : true← .print(”helloworld”).
Spousˇteˇcı´ uda´lost oznacˇuje uda´losti, ktery´mi se pla´n zaby´va´. V tomto prˇı´padeˇ je spousteˇcı´
uda´lostı´ +!start.
Teˇlo pla´nu .print(”helloworld”) se provede pouze v prˇı´padeˇ, zˇe je kontext pravdivy´. V tomto
prˇı´kladu je kontext nastaven na true, teˇlo pla´nu se tedy provede vzˇdy. Poslednı´ akce v teˇle pla´nu je
vzˇdy ukoncˇena opera´torem ’.’.
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• Spousˇteˇcı´ uda´losti - Jak jizˇ bylo v prˇedcha´zejı´cı´m textu zmı´neˇno, spousˇteˇcı´ uda´lost oznacˇuje
konkre´tnı´ uda´lost, kterou se pla´n zaby´va´. Spousˇteˇcı´ch uda´lostı´ existuje vı´ce druhu˚, jejich
vy´znam je popsa´n v Tabulce 3.1.
Notace Vy´znam
+b Prˇida´nı´ znalosti
-b Odebra´nı´ znalosti
+!g Prˇida´nı´ cı´le k dosazˇenı´
-!g Odebra´nı´ cı´le k dosazˇenı´
+?g Prˇida´nı´ testovacı´ho cı´le
-?g Odebra´nı´ testovacı´ho cı´le
Tabulka 3.1: Typy spousˇteˇcı´ch uda´lostı´ [6].
• Kontext - Kontextem rozumı´me okolnosti, za nichzˇ mu˚zˇe by´t pla´n pouzˇit. Aby tedy bylo
provedeno teˇlo pla´nu, musı´ by´t kontext pla´nu pravdivy´. Nenı´-li kontext pravdivy´, tak se hleda´
alternativnı´ pla´n pro dosazˇenı´ dane´ho cı´le. V kontextu pla´nu se mohou vyskytovat ru˚zne´ typy
litera´lu˚. Tyto litera´lu˚ jsou uvedeny v Tabulce 3.2.
Notace Vy´znam
/ Agent veˇrˇı´, zˇe / je pravda
~/ Agent veˇrˇı´, zˇe / je lezˇ
not / Agent neveˇrˇı´, zˇe / je pravda
not ~/ Agent neveˇrˇı´, zˇe / je lezˇ
Tabulka 3.2: Typy litera´lu˚ v kontextu [6].
• Teˇlo pla´nu - Teˇlo pla´nu mu˚zˇe by´t slozˇeno z jednoho nebo vı´ce kroku˚. Skla´da´-li se z jednoho
kroku, pak je tento krok ukoncˇen opera´torem ’.’. Je-li nutne´ prove´st vı´ce kroku˚, pak jsou tyto
kroky od sebe oddeˇleny opera´torem ’;’ a poslednı´ z nich je ukoncˇen opera´torem ’.’.
Obecna´ syntaxe pla´nu s vı´ce kroky v teˇle pak vypada´ takto:
triggering event : context← step1; step2; . . . stepn.
3.1.4 Internı´ akce
Internı´ akce jsou akce, pomocı´ ktery´ch lze rozsˇı´rˇit programovacı´ jazyk (AgentSpeak) o operace, ktere´
v neˇm jinak nejsou dostupne´. Za´rovenˇ umozˇnˇujı´ prˇı´stup naprˇı´klad k vnitrˇnı´m datovy´m struktura´m
aplikace naprogramovane´, stejneˇ jako internı´ akce, v jazyce Java. Hlavnı´ charakteristikou internı´ch
akcı´ je, zˇe meˇnı´ prostrˇedı´. Od vola´nı´ externı´ch akcı´ (akcı´ prostrˇedı´) se lisˇı´ tı´m, zˇe majı´ symbol ’.’
prˇed svy´m na´zvem. Syste´m Jason obsahuje mnoho prˇeddefinovany´ch internı´ch akcı´2. Vy´znam cˇasto
pouzˇı´vany´ch akcı´ je popsa´n nı´zˇe [6].
2Prˇehled vsˇech internı´ch akcı´ prˇeddefinovany´ch v syste´mu Jason je dostupny´ v dokumentaci tohoto syste´mu viz
http://jason.sourceforge.net/api/jason/stdlib/package-summary.html.
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• .print() - vy´pis zpra´v na konzoli, na ktere´ beˇzˇı´ syste´m. Mu˚zˇe obsahovat libovolne´ mnozˇstvı´
parametru˚, nejenom typu rˇeteˇzec.
• .send() - zasla´nı´ zpra´vy agentovi. Obsahuje povinne´ parametry v porˇadı´ prˇı´jemce, performativ,
zpra´va.
• .broadcast() - zasla´nı´ zpra´vy vsˇem agentu˚m. Obsahuje povinne´ parametry v porˇadı´ perfor-
mativ, zpra´va.
• .my name() - zı´ska´nı´ specificke´ identifikace agenta v ra´mci multi-agentnı´ho syste´mu. Obsa-
huje jediny´ parametr, ktery´ unifikuje zı´skane´ jme´no agenta.
V prˇı´padeˇ potrˇeby je mozˇne´ definovat vlastnı´ internı´ akce. Trˇı´dy teˇchto akcı´ jsou pak odvozeny
od trˇı´dy DefaultInternalAction a implementujı´ metodu execute().
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Kapitola 4
Na´vrh implementace 2D letecke´ho
simula´toru
Pro vytvorˇenı´ 2D letecke´ho simula´toru bude vyuzˇit multi-agentnı´ syste´m Jason. Jak jizˇ bylo zmı´neˇno
v Kapitole 3, jedna´ se o syste´m zalozˇeny´ na jazyce Java. Z tohoto du˚vodu bude tento jazyk pouzˇit i
pro samotnou implementaci simula´toru. Jednotliva´ letadla budou v tomto syste´mu reprezentova´na
agenty. Kazˇdy´ agent bude mı´t k dispozici elementa´rnı´ pla´ny napsane´ v jazyce AgentSpeak, pomocı´
ktery´ch bude vykona´vat let z pocˇa´tecˇnı´ho do koncove´ho bodu, rˇesˇit kolize, prˇı´padneˇ zaujı´mat pozice.
Simula´tor bude rozdeˇlen do dvou cˇa´stı´, na simulacˇnı´ modul a uzˇivatelske´ rozhranı´. Simulacˇnı´ modul
reprezentujı´cı´ ja´dro simula´toru bude zalozˇen na modelu MVC (Model-View-Controller)1. Na´vrh
simulacˇnı´ho modulu je zna´zorneˇn na Obra´zku 4.1.
Obra´zek 4.1: Na´vrh implementace simulacˇnı´ho modulu.
Simulacˇnı´ modul bude vytvorˇen v syste´mu Jason a bude obsahovat dveˇ steˇzˇejnı´ cˇa´sti a to
prostrˇedı´, ktere´ bude reprezentovat Controller architektury MVC implementovany´ v jazyce Java a
agenty implementovane´ v jazyceAgentSpeak. Dalsˇı´ du˚lezˇitou soucˇa´stı´ simula´toru budeModel, ktery´
bude uchova´vat du˚lezˇita´ data a prova´deˇt vnitrˇnı´ vy´pocˇty ty´kajı´cı´ se pohybu agenta a komponenta
1Softwarova´ architektura rozdeˇlujı´cı´ aplikaci do trˇı´ neza´visly´ch komponent tak, aby u´prava ktere´koliv z jednotlivy´ch
cˇa´stı´ meˇla co nejmensˇı´ vliv na ostatnı´ cˇa´sti. Vı´ce na http://www.zdrojak.cz/clanky/uvod-do-architektury-mvc/
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View, ktera´ bude zajisˇt’ovat vykreslova´nı´ jednotlivy´ch agentu˚ na zobrazovacı´ plosˇe.
Cı´lem kazˇde´ho agenta bude doleteˇt do sve´ho cı´love´ho bodu. Pro vy´pocˇet optima´lnı´ trasy letu
z pocˇa´tecˇnı´ho do koncove´ho bodu bude vyuzˇito teorie Dubinsovy´ch krˇivek [12]. Pla´novacı´ algorit-
mus zalozˇeny´ na teˇchto krˇivka´ch vyuzˇı´va´ pro urcˇenı´ optima´lnı´ cesty trˇı´ primitiv. Mezi tato primitiva
patrˇı´ pohyb rovneˇ, otocˇka doprava a otocˇka doleva. Kombinace zmı´neˇny´ch trˇı´ za´kladnı´ch pohybo-
vy´ch akcı´ stacˇı´ k popisu optima´lnı´ cesty mezi libovolny´mi dveˇma body ve 2D prostoru. Z tohoto
du˚vodu bude mı´t agent ve sve´ knihovneˇ pla´nu˚ k dispozici trˇi za´kladnı´ pla´ny vycha´zejı´cı´ z uvedeny´ch
primitiv:
• Pla´n pro let rovneˇ o vzda´lenost N.
• Pla´n pro ota´cˇku doprava o X stupnˇu˚.
• Pla´n pro ota´cˇku doleva o X stupnˇu˚.
Jeden z teˇchto trˇı´ pla´nu˚ mu˚zˇe v jazyce AgentSpeak vypadat naprˇı´klad takto:
+!za toc vpravo(U) : U > 0 <-
otoc(doprava);
!za toc vpravo(U-1).
Tento pla´n naznacˇuje postup pro vykona´nı´ otocˇky doprava o u´hel U stupnˇu˚ a bude opakovaneˇ
vykona´va´n se snı´zˇenou hodnotou u´hlu o jeden stupenˇ tak dlouho, dokud bude u´hel U veˇtsˇı´ nezˇ
nula. Prˇi kazˇde´m kroku tohoto ”cyklu“ bude vola´na akce otoc(doprava). Tato akce bude v prostrˇedı´
zachycena a zpu˚sobı´ vyvola´nı´ patrˇicˇne´ metody Modelu simula´toru, ktera´ provede vy´pocˇet novy´ch
sourˇadnic polohy a smeˇru letu agenta a ulozˇenı´ teˇchto novy´ch hodnot do vnitrˇnı´ch struktur programu.
Po kazˇde´ te´to akci bude aktualizova´no zobrazenı´ simula´toru. V na´sledujı´cı´ podkapitole budou
popsa´ny na´stroje, ktere´ byly pro vytvorˇenı´ tohoto simula´toru pouzˇity.
4.1 Na´stroje pro realizaci
Pro realizaci vlastnı´ implementace bylo zapotrˇebı´ neˇkolika na´stroju˚. Mezi tyto na´stroje patrˇı´ vy´vo-
jove´ prostrˇedı´ vhodne´ pro tvorbu multi-agentnı´ch aplikacı´, da´le pak multi-agentnı´ syste´m a v ne-
poslednı´ rˇadeˇ vhodny´ programovacı´ jazyk. V na´sledujı´cı´m textu budou jednotlive´ na´stroje strucˇneˇ
popsa´ny.
• Vy´vojove´ prostrˇedı´ - Na pocˇa´tku implementace bylo vyuzˇito vy´vojove´ho prostrˇedı´ Eclipse,
ktere´ je multiplatformnı´ a lze ho rozsˇı´rˇit pomocı´ pluginu˚. Pro vy´voj multi-agentnı´ch syste´mu˚
je v prostrˇedı´ Eclipse mozˇne´ instalovat Jason plugin2, ktery´ podporuje zvy´razneˇnı´ syntaxe
jazyka AgentSpeak a umozˇnˇuje vytva´rˇet projekty zalozˇene´ na syste´mu Jason a na´sledneˇ je
spousˇteˇt v prostrˇedı´ Eclipse.
Pozdeˇji prˇi vytva´rˇenı´ uzˇivatelske´ho rozhranı´ bylo vyuzˇito vy´vojove´ho prostrˇedı´ NetBeans
IDE 7.3.1, ktere´ sice nepodporuje zvy´raznˇova´nı´ syntaxe jazyka AgentSpeak, ale vytva´rˇenı´
uzˇivatelsky´ch rozhranı´ je v neˇm pohodlneˇjsˇı´.
• Multi-agentnı´ syste´m - V simula´toru je vyuzˇit multi-agentnı´m syste´mu Jason zalozˇeny´ na
architekturˇeBDI. Pro zı´ska´nı´ prˇehledu o zpu˚sobu tvorby aplikacı´ v tomto syste´mu bylo pouzˇito
prˇı´kladu˚, ktere´ jsou volneˇ dostupne´ prˇi stazˇenı´ jake´koliv verze syste´mu Jason ve stromove´
strukturˇe ve slozˇce Examples. Podrobneˇji byl tento syste´m popsa´n v Kapitole 3. Pro realizaci
te´to pra´ce byl pouzˇit syste´m Jason ve verzi 1.4.0a3.
2Stazˇenı´ pluginu a postup instalace na http://jasonplugin.wikidot.com/guia-do-usuario.
3Syste´m Jason ke stazˇenı´ na oficia´lnı´ch stra´nka´ch http://sourceforge.net/projects/jason/files/jason/.
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• Programovacı´ jazyk - Pro implementaci simula´toru je vyuzˇit objektoveˇ orientovany´ pro-
gramovacı´ jazyk Java (Version 7, Update 55), ktery´ je prˇenositelny´ mezi jednotlivy´mi plat-
formami. Pro vytva´rˇenı´ agentu˚, konkre´tneˇ jejich znalostı´, cı´lu˚ a pla´nu˚, byl pouzˇit agentoveˇ
orientovany´ jazyk AgentSpeak. Podrobny´ popis syntaxe tohoto jazyka byl uveden v Podkapi-
tole 3.1.
• Graficke´ rozhranı´ - Pro vytvorˇenı´ graficke´ vizualizace 2D simula´toru bylo vyuzˇito graficke´
rozhranı´ AWT a SWING poskytovane´ jazykem Java. Rozhranı´ AWT (Abstract Windows Tool-
kit) poskytuje za´kladnı´ graficke´ prvky. V aplikaci je vyuzˇito naprˇı´klad pro definova´nı´ barvy
nebo graficke´ho prvku pro vykreslova´nı´ agentu˚. Rozhranı´ SWING je v porovna´nı´ s prostrˇedı´m
AWT noveˇjsˇı´, funkcˇneˇ propracovaneˇjsˇı´ a obsahuje vı´ce uzˇivatelsky´ch prvku˚. V aplikaci je toto
prostrˇedı´ vyuzˇito naprˇı´klad prˇi vytva´rˇenı´ graficke´ho okna simula´toru.
4.2 Za´kladnı´ pojetı´ simula´toru
Cı´lem pra´ce bylo vytvorˇit letecky´ simula´tor s vizualizacı´ ve 2D pro vı´ce letadel. Vizualizace byla
inspirova´na zobrazenı´m radaru rˇı´zenı´ letove´ho provozu. Prˇı´kladmozˇne´ho zobrazenı´ takove´ho radaru
je uveden na Obra´zku 4.2.
Obra´zek 4.2: Prˇı´klad radaru [5].
Na takove´m radaru jsou jednotliva´ letadla zobrazena jako pohybujı´cı´ se body spolu s popiskem,
ktery´ uda´va´ informace o letadlu jako je naprˇı´klad jeho volacı´ znak, aktua´lnı´ letova´ hladina a podobneˇ.
V simula´toru bude na popisku u kazˇde´ho letadla zobrazen jeho na´zev, letova´ hladina, smeˇr letu
ve stupnı´ch v pola´rnı´m sourˇadnicove´m syste´mu a aktua´lnı´ stav, ve ktere´m se agent nacha´zı´. Agent
se mu˚zˇe v pru˚beˇhu letu dostat do trˇı´ stavu˚ - NORMAL, COLLISION, ATTACK nebo CRASH.
Tyto stavy budou blı´zˇe popsa´ny v Podkapitole 4.4.1.
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4.3 Rozvrzˇenı´ simula´toru
Simula´tor je rozdeˇlen na dveˇ cˇa´sti a to na uzˇivatelske´ rozhranı´, ktere´ bude popsa´no v Podkapitole 4.7
a samotny´ simulacˇnı´ modul. Simulacˇnı´ modul je zalozˇen na syste´mu Jason a vycha´zı´ z architektury
MVC. Kazˇda´ cˇa´st te´to architektury je reprezentova´na samostatnou trˇı´dou. Diagram trˇı´d simulacˇnı´ho
modulu je zobrazen na Obra´zku 4.3.
Obra´zek 4.3: Diagram trˇı´d simulacˇnı´ho modulu.
V na´sledujı´cı´ch podkapitola´ch budou prˇiblı´zˇeny jednotlive´ cˇa´sti architektury MVC simulacˇnı´ho
modulu a trˇı´dy, ktery´mi jsou tyto cˇa´sti zastoupeny v aplikaci.
4.3.1 Controller
Controller reprezentuje rˇı´dı´cı´ logiku simulacˇnı´ho modulu a v simula´toru je zastoupen trˇı´dou Flight-
SimulatorEnv. Tato trˇı´da reprezentuje prostrˇedı´ multi-agentnı´ho syste´mu a rozsˇirˇuje za´kladnı´ trˇı´du
Environment implementovanou v syste´mu Jason. Pro prˇizpu˚sobenı´ potrˇeba´m simula´toru prˇepisuje
neˇktere´ metody te´to za´kladnı´ trˇı´dy. Mezi tyto metody patrˇı´ metoda init a metoda executeAction.
Prostrˇedı´ bude podrobneˇji popsa´no v Podkapitole 4.5.
• Metoda init - Metoda zajisˇt’ujı´cı´ inicializaci prostrˇedı´, ktera´ je zapotrˇebı´ prˇi spusˇteˇnı´ simu-
lace. V teˇle te´to metody jsou inicializova´ny neˇktere´ vnitrˇnı´ struktury a je vola´na metoda
initialUpdatePercepts, ktera´ provede vlozˇenı´ pocˇa´tecˇnı´ch predika´tu˚ do ba´ze znalostı´ agentu˚.
• Metoda updatePercepts - Tato metoda zajisˇt’uje aktualizova´nı´ ba´ze znalostı´ jednotlivy´ch
agentu˚ na za´kladeˇ dat obsazˇeny´ch v Modelu aplikace.
• Metoda executeAction - Metoda zajisˇt’ujı´cı´ vykona´nı´ akcı´ prostrˇedı´ vyvolany´ch agenty a
na´sledne´ aktualizova´nı´ ba´ze znalostı´ agentu˚ pomocı´ metody updatePercepts.
Zmı´neˇne´ metody jsou du˚lezˇite´ pro interakci mezi prostrˇedı´m a agentem. Princip te´to interakce
je zna´zorneˇn na Obra´zku 4.4.
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Obra´zek 4.4: Interakce mezi prostrˇedı´m a agentem.
4.3.2 Model
Datovy´ model simula´toru reprezentuje vnitrˇnı´ datove´ struktury, ktere´ uchova´vajı´ vesˇkere´ informace
o agentech a metody, ktere´ k teˇmto struktura´m prˇistupujı´ a manipulujı´ s jejich daty. Za´kladnı´ trˇı´dou
reprezentujı´cı´ model architektury MVC je trˇı´da AirspaceModel. V te´to trˇı´deˇ jsou uchova´na vesˇkera´
data, ktera´ jsou potrˇebna´ pro beˇh simulace. Trˇı´da AirspaceModel je rozsˇı´rˇena trˇı´dou FlightModel
obsahujı´cı´ metody pro prˇepocˇet sourˇadnic agentu˚ a u´hlu natocˇenı´ v za´vislosti na vykona´vane´ akci
prostrˇedı´.
U´hlem natocˇenı´ agenta se rozumı´ u´hel letu ve stupnı´ch v pola´rnı´m sourˇadnicove´m syste´mu. In-
formace o tomto u´hlu jsou uchova´ny v modelu aplikace pro kazˇde´ho agenta. Pro potrˇeby vy´pocˇtu
novy´ch sourˇadnic polohy letadla je u´hel letu prˇeveden na radia´ny pomocı´ vzorce 4.1. Po prˇepocˇtu
sourˇadnic agenta je pu˚vodnı´ u´hel natocˇenı´ ve stupnı´ch upraven na za´kladeˇ vykonane´ho pohybu a
aktualizova´n v modelu. Mezi metody zajisˇtujı´cı´ pohyb agenta patrˇı´:
• Metoda flyStraight(int agentId) - Metoda zajisˇt’ujı´cı´ prˇepocˇet sourˇadnic polohy agenta,
reprezentovane´ho parametrem agentId, pro pohyb vprˇed pod aktua´lnı´m u´hlem natocˇenı´. Nove´
sourˇadnice polohy jsou vypocˇı´ta´ny pomocı´ vzorce 4.2 a 4.3.
βr =
pi
180
· β (4.1)
xn = xp + cosβr (4.2)
yn = yp + sinβr (4.3)
Bod P = (xp, yp, β) je trojice reprezentujı´cı´ aktua´lnı´ polohu agenta, kde xp a yp jsou sou-
rˇadnice polohy a u´hel β reprezentuje u´hel natocˇenı´ agenta ve stupnı´ch. Vy´sledkem vykona´nı´
metody pro let rovneˇ je bod N = (xn, yn, β), kde xn a yn jsou noveˇ vypocˇtene´ sourˇadnice
polohy a u´hel β je u´hlem natocˇenı´ agenta v pola´rnı´ soustaveˇ sourˇadnic. Tento u´hel se beˇhem
letu rovneˇ nemeˇnı´.
• Metoda turnRight(int agentId) - Metoda zajisˇt’ujı´cı´ prˇepocˇet sourˇadnic polohy a u´hlu na-
tocˇenı´ agenta, reprezentovane´ho parametrem agentId, prˇi vykona´nı´ otocˇky doprava. Otocˇkou
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doprava se rozumı´ vykona´nı´ pohybu po kruzˇnici se strˇedem v bodeˇ S[xs, ys] a polomeˇrem r
(da´le jen kruzˇnice ota´cˇenı´) o jeden stupenˇ.
Je-li agent reprezentova´n bodem A = (xa, ya, α), kde xa a ya jsou sourˇadnice polohy agenta
a u´hel α je u´hel natocˇenı´ agenta v pola´rnı´m sourˇadnicove´m syste´mu, pak u´hel β mezi strˇedem
kruzˇnice ota´cˇenı´ a pozicı´ agenta je definova´n jako β = α− 90. V prˇı´padeˇ, zˇe u´hel β < 0, pak
je provedena korekce tohoto u´hlu prˇicˇtenı´m hodnoty 360.
Sourˇadnice strˇedu kruzˇnice ota´cˇenı´ jsou pak vypocˇı´ta´ny pomocı´ vzorce 4.4 a 4.5.
xs = xa + r · cosβr (4.4)
ys = ya + r · sinβr (4.5)
Pro vy´pocˇet novy´ch sourˇadnic polohy agenta je potrˇeba zna´t u´hel γ polohy agenta vu˚cˇi strˇedu
kruzˇnice (da´le jen strˇedovy´ u´hel γ). Tento u´hel se vypocˇı´ta´ z u´hlu β. Pokud je β < 180, pak
γ = β + 180, v opacˇne´m prˇı´padeˇ γ = β − 180. Strˇed kruzˇnice ota´cˇenı´ a strˇedovy´ u´hel je
vypocˇı´ta´n pouze na zacˇa´tku vykona´va´nı´ otocˇky. Vypocˇtene´ hodnoty jsou ulozˇeny do vnitrˇnı´
datove´ struktury agenta do trˇı´dy TurnConfig. Nove´ sourˇadnice polohy agenta jsou pak zı´ska´ny
pomocı´ vzorcu˚ 4.6 a 4.7. V teˇchto vzorcı´ch γr reprezentuje u´hel γ v radia´nech. Po vy´pocˇtu
novy´ch sourˇadnic polohy je snı´zˇena hodnota strˇedove´ho u´hlu o jednotku ota´cˇenı´ (1 stupenˇ).
xn = xs + r · cos γr (4.6)
yn = ys + r · sin γr (4.7)
Vy´sledkem vykona´nı´ metody pro otocˇku doprava je bod N = (xn, yn, δ), kde xn a yn jsou
noveˇ vypocˇtene´ sourˇadnice polohy a u´hel δ je u´hlem natocˇenı´ agenta v pola´rnı´ soustaveˇ
sourˇadnic. U´hel δ je zı´ska´n odecˇtenı´m jednoho stupneˇ od pu˚vodnı´ho u´hlu natocˇenı´ agenta α.
• Metoda turnLeft(int agentId) -Metoda zajisˇt’ujı´cı´ prˇepocˇet sourˇadnic polohy a u´hlu natocˇenı´
agenta, reprezentovane´ho parametrem agentId, pro vykona´nı´ otocˇky doleva o jeden stupenˇ.
Vy´pocˇet sourˇadnic strˇedu kruzˇnice ota´cˇenı´ je podobny´ jako v prˇı´padeˇ vykona´va´nı´ otocˇky
doprava s tı´m rozdı´lem, zˇe u´hel β = α + 90. Pokud je β > 360, pak je provedena korekce
tohoto u´hlu odecˇtenı´m hodnoty 360. Sourˇadnice strˇedu kruzˇnice jsou pak vypocˇı´ta´ny pomocı´
vzorce 4.8 a 4.9.
xs = xa − r · cosβr (4.8)
ys = ya − r · sinβr (4.9)
Strˇedovy´ u´hel γ je vypocˇten stejneˇ jako prˇi prova´deˇnı´ otocˇky doprava. Strˇed kruzˇnice ota´cˇenı´
S a strˇedovy´ u´hel je vypocˇı´ta´n pouze na zacˇa´tku vykona´va´nı´ otocˇky. Vypocˇtene´ hodnoty
jsou ulozˇeny do vnitrˇnı´ datove´ struktury agenta do trˇı´dy TurnConfig. Nove´ sourˇadnice polohy
agenta jsou pak zı´ska´ny pomocı´ vzorcu˚ 4.10 a 4.11. Po vy´pocˇtu novy´ch sourˇadnic je zvy´sˇena
hodnota strˇedove´ho u´hlu o jednotku ota´cˇenı´ (jeden stupenˇ).
xn = xs − r · cos γr (4.10)
yn = ys − r · sin γr (4.11)
Vy´sledkem vykona´nı´ metody pro otocˇku doprava je bod N = (xn, yn, δ), kde xn a yn jsou
noveˇ vypocˇtene´ sourˇadnice polohy a u´hel δ je u´hlem natocˇenı´ agenta v pola´rnı´ soustaveˇ
sourˇadnic. U´hel δ je zı´ska´n prˇicˇtenı´m jednoho stupneˇ k pu˚vodnı´mu u´hlu agenta α.
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Na Obra´zku 4.5 je zobrazena pozice kruzˇnice ota´cˇenı´ prˇi prova´deˇnı´ otocˇky doleva, spolu
s vyznacˇenı´m neˇktery´ch du˚lezˇity´ch u´hlu˚.
Obra´zek 4.5: Pozice kruzˇnice ota´cˇenı´ prˇi prova´deˇnı´ otocˇky doleva.
Vy´sˇe uvedene´ metody kromeˇ vy´pocˇtu novy´ch sourˇadnic polohy agenta aktualizujı´ vnitrˇnı´ datove´
struktury agenta noveˇ vypocˇteny´mi hodnotami.
4.3.3 View
View je cˇa´st programu reprezentujı´cı´ graficke´ rozhranı´ aplikace. V simulacˇnı´m modulu je tato cˇa´st
zastoupena trˇı´dou FlightView, ktera´ reprezentuje vykreslovacı´ plochu simula´toru (radar). Samotna´
trˇı´da FlightView rozsˇirˇuje trˇı´du JPanel a obsahuje metody pro zobrazova´nı´ jednotlivy´ch komponent
radaru jako je sourˇadnicovy´ syste´m, jednotliva´ letadla a jejich startovnı´, pru˚letove´ a cı´love´ body.
Pro vykreslova´nı´ graficky´ch komponent je pouzˇita trˇı´da Graphics (prˇı´padneˇ jejı´ potomek trˇı´da Gra-
phics2D) z graficke´ho rozhranı´ AWT, ktere´ poskytuje rˇadu metod pro vykreslova´nı´. Sourˇadnicovy´
syste´m je vykreslova´n jako karte´zsky´ sourˇadnicovy´ syste´m s pocˇa´tkem v leve´m dolnı´m rohu vy-
kreslovacı´ plochy radaru.
Transformace sourˇadnic do karte´zske´ho syste´mu byla dosazˇena prˇepsa´nı´m metody paintComponent
ze za´kladnı´ trˇı´dy JPanel. K tomu byla vyuzˇita trˇı´da AffineTransform, pomocı´ jejı´zˇ metod byla inver-
tova´na vertika´lnı´ osa Y a posunut strˇed sourˇadnicove´ho syste´mu do leve´ho dolnı´ho rohu. Data pro
vykreslenı´ jednotlivy´ch agentu˚ jsou zı´ska´va´na zModelu aplikace. V uka´zce nı´zˇe je uvedena metoda
paintComponent pro transformaci zobrazenı´ radaru do karte´zske´ho sourˇadne´ho syste´mu.
@Override
public void paintComponent(Graphics g) {
super.paintComponent(g);
Graphics2D g2d = (Graphics2D) g;
paintXfrm = g2d.getTransform();
paintXfrm.scale(1.0, -1.0);
g2d.translate(0, getHeight() - 1);
g2d.transform(paintXfrm);
...
}
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V te´to cˇa´sti architektury je implementova´no neˇkolik du˚lezˇity´ch vykreslovacı´ch metod.
• Metoda draw - Tato metoda zajisˇt’uje prˇekreslenı´ radaru simula´toru vzˇdy, kdyzˇ dojde ke
zmeˇneˇ polohy agenta. Bez ohledu na to, ktery´ agent zmeˇnil svou polohu, prˇi vyvola´nı´ te´to
metody je prˇekreslena cela´ plocha radaru, tedy vsˇichni agenti.
• Metoda drawAgent - Metoda zajisˇt’ujı´cı´ prˇekreslenı´ agenta. V te´to metodeˇ jsou vola´ny dı´lcˇı´
metody pro vykreslenı´ jednotlivy´ch komponent jako je detekcˇnı´ vy´secˇ (metoda drawSector),
informacˇnı´ popisek (metoda drawCaption) a ikona agenta (metoda drawPlaneImage). Tato
metoda je vola´na pro kazˇde´ho agenta zvla´sˇt’.
• Metoda drawPoints - Metoda zajisˇt’ujı´cı´ vykreslenı´ startovnı´ho a cı´love´ho bodu, prˇı´padneˇ
pru˚letovy´ch bodu˚ kazˇde´ho agenta. Z pru˚letovy´ch bodu˚ jsou zobrazeny pouze ty body, ktery´mi
agent jesˇteˇ neprole´tl.
Instance trˇı´dy FlightView je vytvorˇena v hlavnı´m okneˇ aplikace (trˇı´da Simulation).
4.3.4 Vnitrˇnı´ datove´ struktury
Za u´cˇelem udrzˇova´nı´ vnitrˇnı´ho stavu jednotlivy´ch letadel jsou zapotrˇebı´ datove´ struktury. Z toho
du˚vodu byla vytvorˇena hierarchie trˇı´d, ktera´ uchova´va´ du˚lezˇite´ informace o kazˇde´m agentovi. Data
obsazˇena´ v teˇchto struktura´ch jsou pro vizualizaci steˇzˇejnı´, protozˇe trˇı´da pro vykreslova´nı´FlightView
se prˇi prˇekreslova´nı´ radaru teˇmito daty rˇı´dı´. K teˇmto datovy´m struktura´m lze prˇistupovat pomocı´
Modelu.
Mezi za´kladnı´ trˇı´dy vnitrˇnı´ struktury patrˇı´:
• Trˇı´da Agent - Tato trˇı´da v sobeˇ udrzˇuje vesˇkere´ informace o agentovi. Uchova´va´ jme´no
agenta, jeho polohu a vy´sˇku, letovy´ pla´n, konfiguraci pro zata´cˇenı´ a dalsˇı´ du˚lezˇite´ informace
jako naprˇı´klad aktua´lnı´ stav agenta. Stavy, ve ktery´ch se agent mu˚zˇe nacha´zet budou popsa´ny
v Podkapitole 4.4.1. Instance na´sledujı´cı´ch trˇı´d jsou zahrnuty do trˇı´dy Agent.
• Trˇı´da FlightPlan - Tato trˇı´da obsahuje informace o letove´m pla´nu agenta. Je zde zazname-
na´na startovnı´ a cı´lova´ pozice, pozice pru˚letovy´ch bodu˚, prˇı´padneˇ seznam kroku˚ vedoucı´ch
k dosazˇenı´ pru˚letove´ho nebo cı´love´ho bodu.
• Trˇı´da TurnConfig - Pro u´cˇely ota´cˇenı´ agenta je du˚lezˇite´ uchova´vat konfiguraci dane´ otocˇky,
to znamena´ sourˇadnice strˇedu kruzˇnice ota´cˇenı´ S a u´hel γ mezi strˇedem kruzˇnice ota´cˇenı´
a pozicı´ agenta, jako bylo popsa´no v Podkapitole 4.3.2. Tato data jsou ulozˇena ve trˇı´deˇ
TurnConfig. Prˇi zacˇa´tku vykona´va´nı´ otocˇky agenta o urcˇity´ u´hel je obsah promeˇnny´ch tohoto
objektu naplneˇn u´daji ty´kajı´cı´mi se nove´ otocˇky. V pru˚beˇhu ota´cˇenı´ agenta se strˇed kruzˇnice
ota´cˇenı´ nemeˇnı´.
• Trˇı´da Position - Tato trˇı´da uchova´va´ prˇesne´ sourˇadnice polohy agenta a u´hel jeho natocˇenı´
ve stupnı´ch.
• Trˇı´da PathStep - Seznam instancı´ te´to trˇı´dy je ulozˇen v objektu FlightPlan a slouzˇı´ pro
ulozˇenı´ kroku˚ letove´ho pla´nu. Kazˇdy´ krok je slozˇen z typu a parametru. Typ kroku uda´va´, zda
se jedna´ o let rovneˇ, prˇı´padneˇ otocˇku doprava nebo doleva a parametr uda´va´ pocˇet jednotek
vzda´lenosti pro prˇı´pad letu rovneˇ nebo pocˇet stupnˇu˚ pro prˇı´pad otocˇky doprava nebo doleva.
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4.4 Na´vrh a implementace agenta
Kazˇdy´ agent je ve vnitrˇnı´ datove´ strukturˇe aplikace reprezentova´n trˇı´douAgent. Informace o agentovi
jsou do te´to trˇı´dy nacˇı´ta´ny z konfiguracˇnı´ho souboru simulacˇnı´ho modelu, ktery´ je ve forma´tu XML.
V tomto souboru je pro kazˇde´ho agenta uvedeno jeho jme´no, rychlost letu, prˇı´slusˇnost k jednomu
ze dvou ty´mu˚ (red nebo blue) a letovy´ pla´n. Letovy´ pla´n agenta se skla´da´ z jednoho startovnı´ho
a cı´love´ho bodu a libovolne´ho mnozˇstvı´ pru˚letovy´ch bodu˚. Kazˇdy´ tento bod je reprezentova´n
sourˇadnicemi polohy ve 2D prostoru a u´hlem natocˇenı´ (u´hel, pod ktery´m ma´ agent tı´mto bodem
prole´tnout) v pola´rnı´m sourˇadnicove´m syste´mu.
Obra´zek 4.6: Pozice a u´hel natocˇenı´ agenta na radaru.
Na Obra´zku 4.6 je zna´zorneˇn karte´zsky´ sourˇadnicovy´ syste´m radaru s pocˇa´tkem sourˇadnic
v leve´m dolnı´m rohu spolu s reprezentacı´ polohy jednotlivy´ch agentu˚.
Kazˇdy´ agent ma´ definovanou rychlost letu v rozmezı´ 400−1100 km/h a na za´kladeˇ te´to rychlosti
je mu vypocˇı´ta´na frekvence vykreslova´nı´ na radaru. Referencˇnı´ hodnoty, od ktery´ch se frekvence
vykreslova´nı´ jednotlivy´ch agentu˚ odvı´jı´, jsou rychlost vref = 720 km/h a vykreslovacı´ frekvence
fref = 40Hz. Referencˇnı´ rychlost letadla byla stanovena na za´kladeˇ nejlepsˇı´ mane´vrovacı´ rychlosti
pro letadlo Gripen, ktera´ se pohybuje v rozmezı´ 700−750 km/h. Referencˇnı´ frekvence vykreslova´nı´
pro tuto rychlost byla stanovena empiricky.
Vykreslovacı´ frekvence fa agenta je pak vypocˇı´ta´na z rychlosti agenta va pomocı´ vzorce 4.12.
fa =
va
vref
· fref (4.12)
Pouzˇitı´ vypocˇtene´ vykreslovacı´ frekvence bude uvedeno v Podkapitole 4.5. Jednotka vzda´le-
nosti s, kterou agent urazı´ prˇi letu rovneˇ za jeden krok vykreslenı´ radaru, je 5 metru˚ a vycha´zı´
ze vzorce 4.13.
s =
va
fa
(4.13)
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Tato vzda´lenost je vypocˇtena na za´kladeˇ rychlosti agenta va a jeho vykreslovacı´ frekvence fa a
je pro vsˇechny agenty stejna´.
Dalsˇı´ du˚lezˇita´ informace o agentovi je vy´sˇka, ve ktere´ letı´. Tato vy´sˇka je stanovena na 11000m,
cozˇ je beˇzˇna´ letova´ hladina letadel. Kazˇdy´ agent je da´le definova´n pomocı´ znalostı´, cı´lu˚ a pla´nu˚.
Tyto na´lezˇitosti jsou implementova´ny v jazyce AgentSpeak a v na´sledujı´cı´m textu budou blı´zˇe
specifikova´ny.
4.4.1 Znalosti
Znalosti jako informace, ktere´ ma´ agent o okolnı´m prostrˇedı´ a sa´m o sobeˇ, byly popsa´ny v teoreticke´
cˇa´sti te´to pra´ce v Podkapitole 3.1.1. V simula´toru jsou znalosti du˚lezˇite´, protozˇe informujı´ agenta
o vjemech z prostrˇedı´ a poma´hajı´ mu rozhodovat o tom, jaky´ pla´n bude vhodne´ v aktua´lnı´ situaci
pouzˇı´t k dosazˇenı´ cı´le.
Agent svou ba´zi znalostı´ kontroluje po kazˇde´m kroku prova´deˇnı´ pla´nu. Tato kontrola umozˇnˇuje
agentovi dynamicky meˇnit sve´ cı´le na za´kladeˇ stavu prˇijate´ho z prostrˇedı´ a stavu, ve ktere´m se agent
aktua´lneˇ nacha´zı´. Znalosti jsou aktualizova´ny jak z prostrˇedı´, tak z vlastnı´ iniciativy agenta.
Znalosti zı´ska´vane´ z prostrˇedı´:
• start - Predika´t reprezentujı´cı´ inicializaci agenta. Prˇi prˇijetı´ tohoto predika´tu agent vypocˇı´ta´
trasu do pru˚letove´ho, prˇı´padneˇ cı´love´ho bodu.
• enviro(N) - Predika´t reprezentujı´cı´ stav agenta v prostrˇedı´. Parametr N je unifikova´n do
jednoho ze cˇtyrˇ klı´cˇovy´ch slov reprezentujı´cı´ch stav a to bud’NORMAL (beˇzˇny´ let), COLLI-
SION (riziko kolize), CRITICAL (kriticka´ kolize) nebo ATTACK (mozˇnost prona´sledova´nı´).
V jeden okamzˇik je v ba´zi znalostı´ agenta prˇı´tomen pouze jeden tento predika´t. Vy´jimku
tvorˇı´ znalost enviro(CRITICAL), ktera´ se ve znalostnı´ ba´zi vyskytuje v kombinaci s en-
viro(COLLISION). V prˇı´padeˇ klı´cˇove´ho slova ATTACK obsahuje predika´t enviro jesˇteˇ jme´no
agenta, ktere´ho je mozˇne´ prona´sledovat, naprˇı´klad enviro(ATTACK,r1).
Znalosti, ktere´ do sve´ ba´ze prˇida´va´ sa´m agent na za´kladeˇ znalostı´ prˇijaty´ch z prostrˇedı´ a na
za´kladeˇ provedeny´ch internı´ch akcı´ jsou na´sledujı´cı´:
• state(N) - Predika´t reprezentujı´cı´ aktua´lnı´ stav, ve ktere´m se agent nacha´zı´. Agent aktualizuje
tuto znalost na za´kladeˇ sve´ho prˇedchozı´ho stavu a predika´tu enviro prˇijate´ho z prostrˇedı´.
• step(X,Y) - Predika´t uda´vajı´cı´ krok letove´ho pla´nu. Na za´kladeˇ te´to znalosti agent vybı´ra´
pla´n, ktery´ bude prova´deˇt. Blı´zˇe bude tento predika´t vysveˇtlen v Podkapitole 4.6.
• flybyPoint - Predika´t symbolizujı´cı´, zˇe agent doleteˇl do aktua´lneˇ nastavene´ho pru˚letove´ho
bodu a mu˚zˇe pokracˇovat v letu do na´sledujı´cı´ho bodu pru˚letu nebo prˇı´mo do cı´love´ho bodu
na za´kladeˇ letove´ho pla´nu.
• goal - Predika´t urcˇujı´cı´, zˇe agent doleteˇl do sve´ho cı´love´ho bodu.
4.4.2 Cı´le
Pocˇa´tecˇnı´m cı´lem kazˇde´ho agenta je doleteˇt do stanovene´ho cı´love´ho bodu. Tento cı´l je definova´n
v jazyce AgentSpeak takto:
!fly.
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Rozhodova´nı´ o tom, jaky´ pla´n agent zacˇne vykona´vat probı´ha´ na za´kladeˇ testovacı´ho cı´le ?check,
ktery´ testuje predika´ty prˇijate´ z prostrˇedı´ obsazˇene´ v ba´zi znalostı´ agenta. Tento testovacı´ cı´l je vy-
kona´va´n po kazˇde´m kroku pla´nu pro let agenta. S jeho pomocı´ mu˚zˇe agent dynamicky reagovat na
zmeˇny v prostrˇedı´ a prˇizpu˚sobovat sve´ pla´ny aktua´lnı´ situaci.
Pla´ny pro testovacı´ cı´l vypadajı´ takto:
+?check : start <- ...
+?check : state(normal) & enviro(collision) <- ...
+?check : state(normal) & enviro(attack,E) <- ...
+?check : state(attack,_) & enviro(attack,E) <- ...
+?check : state(attack,_) & enviro(normal) <- ...
+?check : state(collision) & enviro(collision) <- ...
+?check : state(collision) & enviro(normal) <- ...
+?check : state(collision) & enviro(attack,E) <- ...
+?check.
V uka´zce jsou uvedeny neˇktere´ kombinace znalostı´, ktere´ se kontrolujı´ v testovacı´m cı´li. Pokud
ma´ agent ve sve´ ba´zi znalostı´ predika´t start, znamena´ to jeho inicializaci. V tom prˇı´padeˇ agent
pomocı´ internı´ akce internal.getFlightPlan vypocˇı´ta´ trasu z pocˇa´tecˇnı´ho do cı´love´ho bodu a pomocı´
internı´ akce internal.setNextStep nastavı´ do sve´ ba´ze znalostı´ predika´t step urcˇujı´cı´ prvnı´ krok
letove´ho pla´nu.
4.4.3 Pla´ny
Agenti majı´ k dispozici ve sve´ knihovneˇ pla´nu˚ trˇi za´kladnı´ pla´ny, jejichzˇ kombinacı´ je mozˇne´ doleteˇt
z libovolne´ho pocˇa´tecˇnı´ho bodu do libovolne´ho cı´love´ho bodu. Teˇmito pla´ny jsou:
• Pla´n pro let rovneˇ o N jednotek vzda´lenosti +!fly straight(N).
• Pla´n pro otocˇku doprava o u´hel N +!turn right(N).
• Pla´n pro otocˇku doleva o u´hel N +!turn left(N).
Vy´beˇr vhodne´ho pla´nu pro vykona´nı´ probı´ha´ na za´kladeˇ testova´nı´ prˇı´tomnosti predika´tu step
v agentoveˇ ba´zi znalostı´. Tento predika´t nenı´ prˇijı´ma´n z prostrˇedı´, ale vkla´da´ ho do sve´ ba´ze znalostı´
sa´m agent pomocı´ internı´ akce. Testova´nı´ probı´ha´ v kontextu pla´nu +!fly a na jeho za´kladeˇ je
vykona´n prˇı´slusˇny´ pla´n.
+! f l y : step(straight, N) <- ! f l y s t r a i g h t (N).
+! f l y : step(left, N) <- ! t u r n l e f t(N).
+! f l y : step(right,N) <- ! t u rn r i gh t(N).
Pro vyvola´nı´ pla´nu pro vykona´nı´ u´seku letu musı´ by´t ve znalostnı´ ba´zi agenta prˇı´tomen prˇı´slusˇny´
predika´t. V prˇı´padeˇ otocˇky doprava je to predika´t step(right,N), kde N vyjadrˇuje u´hel ve stupnı´ch,
o ktery´ se ma´ agent v dane´m smeˇru otocˇit.
+! t u rn r i gh t(N) : N > 0 <-
turn(right);
-step(right, N);
+step(right, N-1);
?check;
! f l y.
Pla´n uvedeny´ v uka´zce slouzˇı´ pro vykona´nı´ otocˇky doprava o u´hel N. Pokud je tento u´hel veˇtsˇı´
nezˇ nula, tak je vola´na akce prostrˇedı´ turn(right). V prostrˇedı´ je tato akce odchycena v metodeˇ
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executeAction a zpracova´na tak, jak je popsa´no v Podkapitole 4.5. Da´le je aktualizova´n predika´t
step ve znalostnı´ ba´zi agenta, ktery´ udrzˇuje informaci o tom, o kolik stupnˇu˚ se ma´ agent jesˇteˇ
otocˇit. Pomocı´ testovacı´ho cı´le ?check jsou zkontrolova´ny znalosti aktualizovane´ z prostrˇedı´ vzˇdy
po kazˇde´m kroku pla´nu. Pokud nenı´ v ba´zi znalostı´ prˇı´tomen predika´t symbolizujı´cı´ riziko kolize
enviro(collision) nebo mozˇnost prona´sledova´nı´ enviro(attack,E), pak agent pokracˇuje opeˇt s cı´lem
!fly.
4.5 Na´vrh a implementace prostrˇedı´
Prostrˇedı´ je prostor, ve ktere´m agenti existujı´ a vykona´vajı´ sve´ pla´ny. V te´to pra´ci je reprezentova´no
trˇı´dou FlightSimulatorEnv, ktera´ zastupuje funkciControlleru prˇi vyuzˇitı´ na´vrhove´ho modeluMVC.
Tato trˇı´da rozsˇirˇuje trˇı´du Environment, ktera´ je obsazˇena prˇı´mo v syste´mu Jason a poskytuje metody
pro prˇeda´va´nı´ informacı´ mezi prostrˇedı´m a agentem. Du˚lezˇite´ metody prostrˇedı´:
• Metoda executeAction(ID agenta, na´zev akce) - Nejdu˚lezˇiteˇjsˇı´ metoda prostrˇedı´, ktera´
zpracova´va´ akce volane´ agenty. Tyto akce jsou v prostrˇedı´ definova´ny pomocı´ stejnojmenny´ch
termu˚. Prˇi vykona´va´nı´ te´tometody jsou porovna´ny termy definovane´ v prostrˇedı´ s akcı´ volanou
agentem. V prˇı´padeˇ, zˇe volana´ akce se shoduje s neˇkterou akcı´ definovanou v prostrˇedı´, pak
je vola´na prˇı´slusˇna´ metodaModelu, ktera´ tuto akci vykona´. Metody pro vykona´va´nı´ akcı´ byly
popsa´ny v Podkapitole 4.3.2.
V na´sledujı´cı´ uka´zce ko´du je uvedena cˇa´st metody executeAction, kde je testova´na shoda akce
volane´ agentem s neˇkterou z akcı´ definovanou v prostrˇedı´. Promeˇnna´ delay reprezentuje prˇe-
vra´cenou hodnotu vykreslovacı´ frekvenci agenta vypocˇtenou na za´kladeˇ referencˇnı´ch hodnot
frekvence a rychlosti tak, jak bylo uvedeno v Podkapitole 4.4.
public static final Term flyStraight = Literal.parseLiteral(”fly(straight)”);
public static final Term turnRight = Literal.parseLiteral(”turn(right)”);
public static final Term turnLeft = Literal.parseLiteral(”turn(left)”);
@Override
public boolean executeAction(String ag, Structure action) {
...
if (action.equals(flyStraight)) model.flyStraight(agentId);
else if (action.equals(turnRight)) model.turnRight(agentId);
else if (action.equals(turnLeft)) model.turnLeft(agentId);
else return false;
...
if (!Thread.interrupted()) {
Thread.sleep(delay);
}
return true;
}
4.6 Vy´pocˇet trasy letadla
Vy´pocˇet letove´ trasy si zajisˇt’uje kazˇdy´ agent sa´m pomocı´ vola´nı´ internı´ akce internal.getFlightPlan.
Vy´pocˇet probı´ha´ s pouzˇitı´m Dubinsovy´ch krˇivek a vesˇkere´ vy´pocˇty potrˇebne´ pro zı´ska´nı´ optima´lnı´
trasy probı´hajı´ ve trˇı´deˇ TrackPlan.
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Vstupnı´mi hodnotami Dubinsova algoritmu jsou trˇi parametry:
• Startovnı´ konfigurace letadlaKi
• Cı´lova´ konfigurace letadlaKo
• Polomeˇr zatocˇenı´ letadla
Pocˇa´tecˇnı´ konfigurace letadla je trojice Ki = (xi, yi, α), analogicky tak koncova´ konfigurace
Ko = (xo, yo, β), kde xi, yi a xo, yo jsou sourˇadnice pozice letadla v karte´zske´m sourˇadnicove´m
syste´mu a u´hel α, β uda´va´ u´hel natocˇenı´ letadla v pola´rnı´ soustaveˇ sourˇadnic. Polomeˇr ota´cˇenı´
letadla uda´va´ polomeˇr kruzˇnice, po ktere´ agent opı´sˇe dra´hu prˇi prova´deˇnı´ otocˇky doprava nebo
doleva, za´vislou na u´hlu, o ktery´ se ma´ otocˇit.
Vy´stupem algoritmu je kombinace trˇı´ elementa´rnı´ch kroku˚, pomocı´ ktery´ch lze vytvorˇit op-
tima´lnı´ cestu vzhledem k poloze pocˇa´tecˇnı´ho a cı´love´ho bodu. Kazˇdy´ krok se skla´da´ z typu a
parametru, jak je popsa´no v Tabulce 4.1.
Typ Vy´znam Parametr
LEFT Zatocˇ doleva U´hel zatocˇenı´
RIGHT Zatocˇ doprava U´hel zatocˇenı´
STRAIGHT Pohyb rovneˇ De´lka pohybu
Tabulka 4.1: Typy kroku˚ a jejich parametry.
Tyto kroky lze kombinovat do sekvencı´ o trˇech krocı´ch.Kombinace kroku˚mohou by´t na´sledujı´cı´:
LSL, RSR, LSR, RLR, LRL a RSL.
Na Obra´zku 4.7 je zna´zorneˇn prˇı´klad sekvence kroku˚ RSL spolu s parametry pro kazˇdy´ krok
te´to sekvence.
Obra´zek 4.7: Prˇı´klad sekvence kroku˚ typu RSL [10].
Pomocı´ sekvence kroku˚ je mozˇne´ dostat se z libovolne´ho startovnı´ho do libovolne´ho cı´love´ho
bodu. Trˇı´da TrackPlan obsahuje metody pro vy´pocˇet parametru˚ jednotlivy´ch kroku˚ pro kazˇdou
sekvenci zvla´sˇt’. Vy´sledna´ sekvence generujı´cı´ optima´lnı´ cestu je vybra´na na za´kladeˇ vy´pocˇtu de´lky
cesty pro kazˇdou sekvenci. Sekvence s nejmensˇı´ de´lkou je za´rovenˇ optima´lnı´. Vy´pocˇty optima´lnı´
cesty pouzˇite´ v simula´toru vycha´zejı´ z pra´ce [12].
Vy´sledkem Dubinsova algoritmu je tedy jedna ze zmı´neˇny´ch sekvencı´. Jednotlive´ kroky vy´-
sledne´ sekvence jsou reprezentova´ny trˇı´dou PathStep a jsou vlozˇeny do vnitrˇnı´ struktury agenta do
trˇı´dy FlightPlan. Kazˇdy´ krok se skla´da´ z typu kroku left, right nebo straight a parametru uda´vajı´cı´ho
de´lku tohoto kroku. V prˇı´padeˇ letu rovneˇ je parametrem vzda´lenost, v prˇı´padeˇ otocˇky je to u´hel,
o ktery´ se ma´ agent otocˇit.
27
Vypocˇtene´ u´seky trasy jsou prˇida´ny do seznamu kroku˚ letove´ho pla´nu agenta ve trˇı´deˇFlightPlan.
Tyto kroky jsou pote´ postupneˇ prˇida´va´ny do ba´ze znalostı´ agenta pomocı´ vola´nı´ internı´ akce
internal.getNextStep a jsou reprezentova´ny predika´tem step(typ kroku, parametr). V jednu chvı´li je
v ba´zi znalostı´ agenta prˇı´tomen pouze jeden tento predika´t.
Vy´pocˇet trasy agent prova´dı´ v neˇkolika prˇı´padech. Prˇi startu letadla, kdy ma´ agent v ba´zi
znalostı´ prˇı´tomen predika´t start. Da´le je to tehdy, kdyzˇ agent prˇecha´zı´ ze stavu kolize nebo ze stavu
prona´sledova´nı´ do stavu beˇzˇne´ho letu a potrˇebuje prˇepocˇı´tat trasu do na´sledujı´cı´ho pru˚letove´ho nebo
cı´love´ho bodu.
4.7 Uzˇivatelske´ rozhranı´
Uzˇivatelske´ rozhranı´ je reprezentova´no trˇı´dou Simulation. Prˇi spusˇteˇnı´ aplikace je vytvorˇeno hlavnı´
okno, ktere´ obsahuje kontrolnı´ panel s tlacˇı´tky pro rˇı´zenı´ simulace, informacˇnı´ panel zobrazujı´cı´
informace o jednotlivy´ch agentech, prostor pro zobrazenı´ samotne´ simulace (radar) a stavovy´
rˇa´dek. V informacˇnı´m panelu jsou pro kazˇde´ho agenta zobrazeny u´daje o jeho vy´sˇce, startovnı´m a
cı´love´m bodu a bodech pru˚letu. V prˇı´padeˇ pru˚letovy´ch bodu˚ jsou barevneˇ odlisˇeny body, ktery´mi
agent jizˇ proleteˇl, aktua´lnı´ bod pru˚letu, do ktere´ho mı´rˇı´ a body, ktery´mi teprve prole´tat bude.
Uzˇivatelske´ rozhranı´ simula´toru umozˇnˇuje uzˇivateli dveˇ akce - nacˇtenı´ existujı´cı´ho simulacˇnı´ho
modelu a vytvorˇenı´ nove´ho simulacˇnı´ho modelu.
4.7.1 Nacˇtenı´ simulace
Za´kladnı´ akcı´, kterou lze v simula´toru prova´deˇt, je spousˇteˇnı´ simulace. Vstupnı´ data pro simulaci
jsou nacˇı´ta´na z konfiguracˇnı´ho souboru ve forma´tu XML. Pro vy´beˇr tohoto souboru ze souborove´ho
syste´mu je vyuzˇito trˇı´dy JFileChooser. Vybrany´ soubor je pomocı´ na´stroje pro pra´ci s XML soubory
JAXB nacˇten do trˇı´dy FlightModel. Prˇı´klad obsahu konfiguracˇnı´ho souboru je uveden v Prˇı´loze B.
Simulaci je mozˇne´ spustit a zastavit pomocı´ prˇı´slusˇne´ho tlacˇı´tka na kontrolnı´m panelu. Na Obra´zku
4.8 je zobrazeno hlavnı´ okno aplikace prˇi spusˇteˇnı´ simulacˇnı´ho modelu.
Obra´zek 4.8: Okno aplikace prˇi spusˇteˇnı´ simulace.
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4.7.2 Vytvorˇenı´ modelu simulace
Simula´tor kromeˇ nacˇtenı´ existujı´cı´ho simulacˇnı´ho modelu umozˇnˇuje vytvorˇenı´ vlastnı´ho modelu
pomocı´ editoru. Editor je v aplikaci reprezentova´n trˇı´dou DrawArea, ktera´ rozsˇirˇuje za´kladnı´ trˇı´du
JPanel. Pro zachycenı´ kliknutı´ je na tento panel prˇida´nMouseListener a pro zachycenı´ pohybu mysˇi
je vyuzˇit MouseMotionListener. Editor je spusˇteˇn otevrˇenı´m za´lozˇky Vytvorˇit model na kontrolnı´m
panelu. Na stavove´m rˇa´dku v dolnı´ cˇa´sti okna je uzˇivateli zobrazova´n postup k vytvorˇenı´ agenta.
Kliknutı´m mysˇi na plochu radaru jsou prˇida´ny sourˇadnice bodu a na´sledny´m pohybem mysˇi a
kliknutı´m je vybra´n u´hel letu agenta. Zada´va´nı´ bodu˚ agenta v editoru probı´ha´ v porˇadı´:
1. Sourˇadnice startovnı´ho bodu a u´hel natocˇenı´ letadla ve startovnı´m bodeˇ.
2. Sourˇadnice cı´love´ho bodu a u´hel natocˇenı´ letadla v cı´love´m bodeˇ.
3. Sourˇadnice pru˚letove´ho bodu a u´hel natocˇenı´ letadla v pru˚letove´m bodeˇ.
Na Obra´zku 4.9 je zna´zorneˇno okno aplikace v prˇı´padeˇ vytva´rˇenı´ simulacˇnı´ho modelu.
Obra´zek 4.9: Okno aplikace prˇi vytva´rˇenı´ modelu.
Zada´nı´ pocˇa´tecˇnı´ a koncove´ sourˇadnice spolu s u´hly natocˇenı´ agenta jsou minima´lnı´ informace
nutne´ pro vytvorˇenı´ nove´ho agenta. Pru˚letovy´ch bodu˚ je mozˇne´ zadat libovolne´ mnozˇstvı´. Sourˇad-
nice noveˇ prˇidany´ch bodu˚ spolu s u´hly natocˇenı´ agenta jsou zobrazova´ny na informacˇnı´m panelu
v hlavnı´m okneˇ simula´toru.
Prˇi ukla´da´nı´ noveˇ vytvorˇene´ho agenta je uzˇivatel vyzva´n k zada´nı´ jme´na agenta, jeho rychlosti
a barvy ty´mu, ktery´ bude agent reprezentovat.
Po ukoncˇenı´ vytva´rˇenı´ modelu je mozˇne´ tento model ulozˇit do souboru ve forma´tu XML pomocı´
na´stroje JAXB.
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Kapitola 5
Modely chova´nı´ a experimentova´nı´
Pro testova´nı´ simula´toru byly vybra´ny trˇi typy modelovy´ch situacı´. Patrˇı´ mezi neˇ schopnost agenta
zaujmout pozici na dany´ch sourˇadnicı´ch s dany´m u´hlem natocˇenı´, ktera´ je du˚lezˇita´ pro samotny´ let
agenta a pro jeho dolet do cı´love´ho bodu. Dalsˇı´ testovanou modelovou situacı´ je rˇesˇenı´ kolizı´ dvou
a vı´ce a trˇetı´m modelem je prona´sledova´nı´. Kazˇdy´ model bude popsa´n v samostatne´ podkapitole.
5.1 Zaujmutı´ pozice
Zaujmutı´ pozice je v simula´toru promı´tnuto ve schopnosti agenta doleteˇt do cı´love´ho bodu v de-
finovane´m u´hlu natocˇenı´, prˇı´padneˇ proleteˇt pru˚letovy´mi body pod dany´m u´hlem natocˇenı´. Princip
vy´pocˇtu letove´ trasy z bodu do bodu byl popsa´n v Podkapitole 4.6. Na Obra´zku 5.1 je zna´zorneˇna
trasa letu agenta z pocˇa´tecˇnı´ho bodu S1 do cı´love´ho bodu C1 spolu se zaujmutı´m pozice v pru˚le-
tovy´ch bodech P1 a P2. Na radaru jsou zobrazova´ny pouze pru˚letove´ body, ktery´mi agent zatı´m
neprole´tl.
Obra´zek 5.1: Uka´zka zaujmutı´ pozice v pru˚letovy´ch bodech.
Prˇi pru˚letu agenta pru˚letovy´mi body, prˇı´padneˇ prˇi jeho doletu do cı´love´ho bodu se mu˚zˇe sta´t,
zˇe agent doletı´ do tohoto bodu s odchylkou v pozici, prˇı´padneˇ odchylkou u´hlu natocˇenı´. K teˇmto
neprˇesnostem docha´zı´ z du˚vodu diskre´tnı´ simulace.
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5.2 Kolize
Soucˇa´stı´ pra´ce bylo i prozkouma´nı´ oblasti kolizı´ agentu˚ a implementace reakcı´ agentu˚ k jejich
zabra´neˇnı´. V rea´lne´m provozu mu˚zˇe by´t na radaru strˇediska letove´ kontroly v jednom cˇasove´m
okamzˇiku vı´ce letadel, proto je du˚lezˇite´ zajistit, aby se letadla ve vzduchu nesrazila. V realiteˇ se
o to stara´ rˇı´zenı´ letove´ho provozu. V prˇı´padeˇ selha´nı´ pozemnı´ kontroly existuje jesˇteˇ autonomnı´
bezpecˇnostnı´ syste´m TCAS, ktery´ piloty v kokpitu prˇed kolizı´ varuje a nabı´dne jim u´hybny´ mane´vr
pro vyhnutı´ se te´to kolizi.
5.2.1 Detekce
V simula´toru je kontrola rizika kolize prova´deˇna ve trˇı´deˇ CollisionDetector. Detekce pomocı´ te´to
trˇı´dy je prova´deˇna v prostrˇedı´ v metodeˇ executeAction a provede se po provedenı´ akce prostrˇedı´
vzˇdy pro agenta, ktery´ tuto akci vyvolal. Mezi du˚lezˇite´ metody te´to trˇı´dy patrˇı´ metoda checkAgen-
tRadius, ktera´ porovna´va´ pozici agenta, ktery´ kontrolu vyvolal (da´le jen kontrolovane´ho agenta),
s pozicemi ostatnı´ch agentu˚ a testuje, zda se neˇktery´ z agentu˚ nacha´zı´ uvnitrˇ kruhove´ detekcˇnı´ zo´ny
kontrolovane´ho agenta.
Tato metoda k za´kladnı´ kontrole pouzˇı´va´ vzorec 5.1 pro urcˇenı´, zda se bod E[x2, y2] reprezen-
tujı´cı´ koliznı´ objekt nacha´zı´ v kruzˇnici se strˇedem v bodeˇ A[x1, y1] a polomeˇrem r, kde je strˇed
A reprezentova´n kontrolovany´m agentem. Polomeˇr detekcˇnı´ kruzˇnice byl stanoven empiricky a je
nastaven na 150 vzda´lenostnı´ch jednotek na radaru, tedy na 750 metru˚ a je pro vsˇechna letadla
stejny´.
(x2 − x1)2 + (y2 − y1)2 < r2 (5.1)
Pokud je nalezen koliznı´ objekt v kruhove´ zo´neˇ kontrolovane´ho agenta, pak je potrˇeba zjistit,
zda se nacha´zı´ prˇı´mo v jeho detekcˇnı´ zo´neˇ, tedy ve vy´secˇi o u´hlu 140° prˇed letadlem. Tato kontrola
probı´ha´ v metodeˇ checkCriticalSector a je zalozˇena na zjisˇteˇnı´ u´hlu mezi pozicı´ kontrolovane´ho
agenta (reprezentova´n bodem A = (x1, y1, α)) a koliznı´ho objektu (reprezentova´n bodem
E = (x2, y2, β)) pomocı´ vzorce 5.4 a porovna´nı´ te´to vypocˇtene´ hodnoty s hranicemi detekcˇnı´
vy´secˇe.
dy = y2 − y1 (5.2)
dx = x2 − x1 (5.3)
θ = arctan2(dy, dx) · 180
pi
(5.4)
Pro kontrolu, zda vypocˇı´tany´ u´hel θ lezˇı´ v rozsahu detekcˇnı´ vy´secˇe kontrolovane´ho agenta, je
potrˇeba vypocˇı´tat spodnı´ a hornı´ hranici vy´secˇe pomocı´ vzorce 5.5 a 5.6. Detekcˇnı´ vy´secˇ, spolu se
zobrazenı´m hranic te´to vy´secˇe, je zobrazena na Obra´zku 5.2.
βmax = α+ 70 (5.5)
βmin = α− 70 (5.6)
Pokud se u´hel mezi agenty θ nacha´zı´ v intervalu u´hlu˚ < βmin, βmax >, pak se jedna´ o riziko
kolize, v opacˇne´m prˇı´padeˇ ne. V prˇı´padeˇ rizika kolize je agent prostrˇedı´m informova´n pomocı´
predika´tu enviro(collision) a predika´tu sector(left) nebo sector(right) podle toho, v jake´ cˇa´sti detekcˇnı´
vy´secˇe se koliznı´ objekt nacha´zı´. Aby byl koliznı´ objekt detekova´n v leve´ cˇa´sti vy´secˇe, musı´ platit,
zˇe βmax ≥ θ > α. V tom prˇı´padeˇ je do ba´ze znalostı´ agenta vlozˇen predika´t sector(left). Pro detekci
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Obra´zek 5.2: Detekcˇnı´ vy´secˇ agenta.
objektu v prave´ cˇa´sti vy´secˇe musı´ platit α ≥ θ > βmin. V takove´m prˇı´padeˇ je agentovi vlozˇen
predika´t sector(right).
Poslednı´m predika´tem, ktery´ mu˚zˇe by´t na za´kladeˇ detekce kolize vlozˇen do ba´ze znalostı´ agenta,
je predika´t enviro(critical). Tento predika´t symbolizuje, zˇe byla detekova´na kriticka´ kolize, kterou
nenı´ mozˇne´ vyrˇesˇit vy´sˇe zmı´neˇny´m zpu˚sobem. Riziko kolize je klasifikova´no jako kriticke´, pokud
koliznı´ objekt za´rovenˇ detekuje kontrolovane´ho agenta v opacˇne´ cˇa´sti detekcˇnı´ vy´secˇe nezˇ agent
detekoval tento objekt. Zjednodusˇeneˇ - pokud agent detekuje koliznı´ objekt v leve´ cˇa´sti detekcˇnı´
vy´secˇe a koliznı´ objekt detekuje agenta v prave´ cˇa´sti vy´secˇe, pak je kolize vyhodnocena jako kriticka´.
To platı´ i v opacˇne´m prˇı´padeˇ. Agent tento predika´t prˇijaty´ z prostrˇedı´ detekuje a prˇida´ si do sve´ ba´ze
znalostı´ vlastnı´ predika´t critical.
5.2.2 Vyhnutı´ se
V prˇı´padeˇ detekce rizika kolize je nutne´ se te´to kolizi vyhnout. Rˇesˇenı´ kolize vyhnutı´m se je
podmı´neˇno tı´m, zˇe detekovany´ koliznı´ agent patrˇı´ do stejne´ho ty´mu jako agent, ktery´ ho detekoval.
Obra´zek 5.3: Modely kolizı´ agentu˚.
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Pro experimentova´nı´ s mechanismem rˇesˇenı´ kolizı´ bylo pouzˇito modelu˚ zobrazeny´ch na Ob-
ra´zku 5.3. V na´sledujı´cı´m textu budou popsa´ny prˇı´stupy k rˇesˇenı´ kolizı´, ktere´ byly v simula´toru
testova´ny.
1. U´hybny´ mane´vr doleva - Na pocˇa´tku rˇesˇenı´ kolizı´ bylo chova´nı´ agenta implementova´no
tak, aby byl vzˇdy prˇi detekci koliznı´ho objektu proveden u´hybny´ mane´vr otocˇkou doleva
nehledeˇ na to, ve ktere´ cˇa´sti detekcˇnı´ vy´secˇe se koliznı´ objekt nacha´zel. Tento zpu˚sob byl ale
pouzˇitelny´ pouze v prˇı´padeˇ rˇesˇenı´ jednoduchy´ch kolizı´ dvou agentu˚ a ne vzˇdy byl efektivnı´.
V prˇı´padeˇ testovany´ch modelu˚ z Obra´zku 5.3 byla kolize u´speˇsˇneˇ vyrˇesˇena pouze v prˇı´padeˇ
modelu (1) a (2), v ostatnı´ch modelovy´ch situacı´ch se agenti srazili.
2. U´hybny´ mane´vr doprava/doleva/rovneˇ - Z du˚vodu neefektivnosti prˇedchozı´ prˇı´stupu bylo
chova´nı´ agentu˚ prˇi rˇesˇenı´ kolize zmeˇneˇno tak, aby byl agent schopen prova´deˇt u´hybny´ mane´vr
nejen doleva, ale take´ doprava nebo rovneˇ. V tomto typu rˇesˇenı´ pouzˇı´va´ agent k vy´beˇru
vhodne´ho u´hybne´ho mane´vru informace o pozici koliznı´ho objektu v detekcˇnı´ vy´secˇi. Tato
informace je vlozˇena prostrˇedı´m do ba´ze znalostı´ agenta v podobeˇ predika´tu sector, ktery´
byl popsa´n v Podkapitole 5.2.1. V Tabulce 5.1 je shrnuto pouzˇitı´ u´hybny´ch mane´vru˚ v tomto
prˇı´stupu.
Mı´sto detekce koliznı´ch objektu˚ Predika´t z prostrˇedı´ U´hybny´ mane´vr
Leva´ podvy´secˇ sector(left) Otocˇka doprava
Prava´ podvy´secˇ sector(right) Otocˇka doleva
Leva´ i prava´ podvy´secˇ sector(left), sector(right) Let rovneˇ
Tabulka 5.1: U´hybny´ mane´vr v za´vislosti na pozici koliznı´ho objektu.
Toto rˇesˇenı´ eliminuje riziko sra´zˇky trˇı´ agentu˚, ale zvysˇuje riziko sra´zˇky v prˇı´padeˇ rˇesˇenı´
kriticke´ kolize dvou agentu˚. Na prˇı´kladu modelovy´ch situacı´ na Obra´zku 5.3 jsou tı´mto
prˇı´stupem u´speˇsˇneˇ vyrˇesˇeny kolize na modelech (1) a (3).
Obra´zek 5.4: Vy´znam detekce kriticke´ kolize.
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Na Obra´zku 5.4 je zna´zorneˇno rˇesˇenı´ kolize mezi dveˇma agenty spolu s trajektoriı´ jejich letu.
Na prvnı´m obra´zku zleva je zobrazen startovnı´ a cı´lovy´ bod obou agentu˚. Prostrˇednı´ obra´zek
zobrazuje zpu˚sob rˇesˇenı´ vznikle´ kolize druhy´m prˇı´stupem, tedy bez osˇetrˇenı´ kriticke´ kolize.
Agenti se v te´tomodelove´ situaci vza´jemneˇ detekujı´ na hranici svy´ch detekcˇnı´ch vy´secˇı´. Agent
R1 rˇesˇı´ tuto kolizi otocˇkou doleva a agent R2 otocˇkou doprava. Po provedenı´ u´hybne´ho
mane´vru o jeden stupenˇ se agent R1 dostane mimo detekcˇnı´ vy´secˇ agenta R2 a naopak.
V dalsˇı´m kroku se tito agenti vza´jemneˇ nedetekujı´ a na za´kladeˇ polohy svy´ch cı´lovy´ch bodu˚
C1 a C2 pokracˇujı´ v letu do cı´love´ho bodu. Agent R1 prova´dı´ otocˇku doprava a agent R2
otocˇku doleva. Tı´m se agenti opeˇt dostanou jeden druhe´mu do detekcˇnı´ vy´secˇe a situace se
opakuje. Agenti se k sobeˇ tı´mto zpu˚sobem prˇiblizˇujı´ tak dlouho, dokud se nesrazı´. Obra´zek
5.4 vpravo ukazuje rˇesˇenı´ te´to kolize trˇetı´m prˇı´stupem, ktery´ kritickou kolizi zohlednˇuje.
3. Rozsˇı´rˇenı´ o detekci kriticke´ kolize - Tento mechanismus rˇesˇenı´ rozsˇirˇuje prˇedchozı´ prˇı´stup
o detekci kriticke´ kolize. Kriticka´ kolize je takova´ kolize, kdy agent detekuje koliznı´ objekt
ve sve´ leve´ podvy´secˇi a za´rovenˇ tento objekt detekuje agenta ve sve´ prave´ podvy´secˇi nebo
naopak. Agent je o kriticke´ kolizi informova´n z prostrˇedı´ tak, jak bylo popsa´no v Podkapitole
5.2.1. Rˇesˇenı´ takove´ kolize probı´ha´ vzˇdy u´hybny´mmane´vrem doleva bez ohledu na to, v ktere´
cˇa´sti detekcˇnı´ podvy´secˇe se koliznı´ objekt nacha´zı´. Na Obra´zku 5.4 vpravo je rˇesˇenı´ kriticke´
kolize zna´zorneˇno spolu s trajektoriı´ pohybu agentu˚.
Pouzˇitı´ tohoto prˇı´stupu v simula´toru zvy´sˇilo u´speˇsˇnost rˇesˇenı´ kolize prˇedevsˇı´m v prˇı´padeˇ
dvou agentu˚. Prˇi pouzˇitı´ tohoto mechanismu se agenti u´speˇsˇneˇ vyhnou ve vsˇech modelovy´ch
situacı´ch kromeˇ situace na modelu (4) (Obra´zek 5.3).
4. Prˇida´nı´ trˇetı´ dimenze - Poslednı´ testovany´ prˇı´stup k rˇesˇenı´ kolizı´ rozsˇirˇuje prˇedchozı´ prˇı´stup
o dalsˇı´ (trˇetı´) dimenzi v podobeˇ letove´ hladiny, ktera´ je prˇida´na kazˇde´mu agentovi. Vy´chozı´
vy´sˇkou letu agenta je 11000 metru˚. Kazˇdy´ agent prˇi detekci kolize provede kontrolu, zda se
neˇktery´ z koliznı´ch objektu˚ nenacha´zı´ v kriticke´ vzda´lenosti, ktera´ je empiricky stanovena na
250 metru˚ (50 vzda´lenostnı´ch jednotek na radaru simula´toru). Tato kontrola probı´ha´ pomocı´
internı´ akce internal.isCriticalDistance. V prˇı´padeˇ, zˇe se k sobeˇ agenti prˇiblı´zˇı´ na kritickou
vzda´lenost, pak agent v kolizi, ktery´ je ve vnitrˇnı´ strukturˇe aplikace reprezentova´n nejnizˇsˇı´m
identifikacˇnı´m cˇı´slem, je stanoven rˇesˇitelem te´to kolize.
Rˇesˇitel si do sve´ ba´ze znalostı´ prˇida´va´ pomocne´ predika´ty urcˇujı´cı´ pocˇet koliznı´ch agentu˚
a jme´na teˇchto agentu˚ z du˚vodu, aby byl schopen tyto agenty informovat o tom, jak majı´
zmeˇnit vy´sˇku tak, aby se vyhnuli kolizi. Informova´nı´ koliznı´ch agentu˚ o zmeˇneˇ vy´sˇky pro-
bı´ha´ pomocı´ internı´ akce .send(E,achieve,heightChange(F)) z prostrˇedı´ Jason. Symbol E zde
reprezentuje jme´no koliznı´ho agenta a heightChange(F) reprezentuje cı´l, ktere´ho ma´ koliznı´
agent dosa´hnout.
Kazˇdy´ koliznı´ agent, ktery´ tento pokyn dostane, provede internı´ akci internal.goDown(F),
kde symbol F znacˇı´, o jaky´ na´sobek hodnoty 300 metru˚ ma´ agent zmeˇnit svou vy´sˇku. Hodnota
300 metru˚ je zvolena jako bezpecˇny´ vertika´lnı´ rozestup letadel ve vzdusˇne´m prostoru.
Prˇi pouzˇitı´ tohoto mechanismu agenti u´speˇsˇneˇ vyrˇesˇı´ kolizi i v prˇı´padeˇ modelu (4) na Obra´zku
5.3. V hlavnı´m okneˇ aplikace je uzˇivatel o zmeˇneˇ vy´sˇky agenta informova´n na informacˇnı´m
panelu zobrazenı´m sˇipky, ktera´ ukazuje, jaky´m smeˇrem agent zmeˇnil svou vy´sˇku. Po vyrˇesˇenı´
kolize agenti kontrolujı´, zda se v kriticke´ vzda´lenosti nacha´zı´ neˇjaky´ koliznı´ objekt. Pokud
ne, pak se agent vracı´ na pu˚vodnı´ vy´sˇku 11000 metru˚. I prˇes zavedenı´ mozˇnosti zmeˇny vy´sˇky
agentu˚ se nemusı´ podarˇit kolizi vyrˇesˇit. Pokud se letadla za letu srazı´, pak je jejich poslednı´
pozice oznacˇena na radaru krˇı´zˇkem.
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Obra´zek 5.5: Prˇı´klady rˇesˇenı´ kolizı´ pomocı´ simula´toru.
Na Obra´zku 5.5 jsou zna´zorneˇny trajektorie letadel prˇi rˇesˇenı´ kolizı´ v simula´toru. U´hybny´
mane´vr potrˇebny´ k rˇesˇenı´ kolize probı´ha´ pouze po dobu rizika te´to kolize. Jakmile riziko pomine,
agent okamzˇiteˇ prˇepocˇı´ta´va´ svou trasu a pokracˇuje v letu do cı´love´ho, prˇı´padneˇ pru˚letove´ho bodu.
5.3 Prona´sledova´nı´
Prona´sledova´nı´ je mozˇne´ v prˇı´padeˇ, zˇe se v detekcˇnı´ vy´secˇi agenta nacha´zı´ pouze jeden koliznı´
objekt a tento objekt nepatrˇı´ do stejne´ho ty´mu jako agent, ktery´ ho detekoval. Agent je o mozˇnosti
prona´sledova´nı´ informova´n z prostrˇedı´ pomocı´ predika´tu enviro(attack,E), kdeE reprezentuje jme´no
agenta, ktere´ho je mozˇne´ prona´sledovat. Pokud agent detekuje tento predika´t ve sve´ ba´zi znalostı´,
tak je vola´na internı´ akce internal.isPersecutionPossible, na jejı´mzˇ za´kladeˇ agent rozhodne, zda je
prona´sledova´nı´ mozˇne´ cˇi nikoliv.
Prona´sledova´nı´ je mozˇne´ za prˇedpokladu, zˇe detekovany´ koliznı´ objekt nema´ ve sve´ detekcˇnı´
vy´secˇi agenta, ktery´ ho detekoval. Tı´m je zajisˇteˇno, zˇe nenastane situace, kdy by se dva agenti
prona´sledovali navza´jem. Takova´ situace by skoncˇila sra´zˇkou. V prˇı´padeˇ, zˇe se agent i koliznı´ objekt
detekujı´ navza´jem, pak i prˇesto, zˇe kazˇdy´ patrˇı´ do jine´ho ty´mu, je upusˇteˇno od prona´sledova´nı´ a
kolize je rˇesˇena vyhnutı´m se.
V simula´toru bylo experimentova´no se dveˇma prˇı´stupy k urcˇenı´ prona´sledovacı´ho mane´vru:
1. Vy´pocˇet trasy k neprˇı´teli - Tento prˇı´stup je zalozˇen na urcˇenı´ optima´lnı´ trasy do bodu,
ve ktere´m se koliznı´ objekt (neprˇı´tel) naposledy nacha´zel. Vy´pocˇet vycha´zı´ z Dubinsovy´ch
krˇivek, viz Podkapitola 4.6. Ze zı´skane´ sekvence kroku˚ definujı´cı´ch optima´lnı´ cestu je vzˇdy
provedena pouze jedna iterace prvnı´ho nenulove´ho kroku. Prˇı´klad sekvence kroku˚:
LEFT(50) - RIGHT(25) - LEFT(68)
V uvedene´m prˇı´kladeˇ, kde LEFT znacˇı´ otocˇku doleva o 50°, prˇı´p. 68° a RIGHT otocˇku
doprava o 25°, je agentem provedena otocˇka doleva o 1°. Pokud je po provedenı´ tohoto
mane´vru prona´sledova´nı´ sta´le mozˇne´ (koliznı´ objekt je sta´le v detekcˇnı´ vy´secˇi agenta), pak je
znovu prˇepocˇı´ta´na optima´lnı´ trasa k neprˇı´teli.
Pouzˇitı´ Dubinsovy´ch krˇivek pro urcˇenı´ prona´sledovacı´ho mane´vru nebylo idea´lnı´. Mohla zde
nastat situace, kdy se prona´sledovatel od sve´ho neprˇı´tele vzdaloval, tı´m ho ztratil ze sve´
detekcˇnı´ vy´secˇe a prona´sledova´nı´ tak bylo neu´speˇsˇne´.
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2. Zkracova´nı´ vzda´lenosti - Prona´sledovacı´mane´vr, ktery´ agent pouzˇije, za´visı´ v tomto prˇı´stupu
na pozici koliznı´ho objektu (neprˇı´tele) v detekcˇnı´ vy´secˇi agenta. V prˇı´padeˇ, zˇe se neprˇı´tel
nacha´zı´ v leve´ podvy´secˇi agenta, pak je provedena otocˇka doleva o 1° a naopak. Agent tento
prona´sledovacı´ krok zı´ska´va´ pomocı´ internı´ akce. Princip vy´beˇru prona´sledovacı´ho mane´vru
je shrnut v Tabulce 5.2.
Mı´sto detekce koliznı´ho objektu Predika´t z prostrˇedı´ Prona´sledovacı´ mane´vr
Leva´ podvy´secˇ sector(left) Otocˇka doleva
Prava´ podvy´secˇ sector(right) Otocˇka doprava
Tabulka 5.2: Prona´sledovacı´ mane´vr v za´vislosti na pozici prona´sledovane´ho agenta.
Obra´zek 5.6: Prona´sledova´nı´ a sestrˇelenı´ neprˇa´telske´ho agenta.
Na Obra´zku 5.6 je tento prˇı´stup k prona´sledova´nı´ zna´zorneˇn graficky. Prˇi pouzˇitı´ tohoto
prˇı´stupu nedocha´zı´ ke ztra´teˇ neprˇı´tele z detekcˇnı´ vy´secˇe agenta vlivem vy´beˇru sˇpatne´ho
prona´sledovacı´ho mane´vru, jako tomu bylo v prˇedcha´zejı´cı´m prˇı´stupu. V tomto prˇı´padeˇ ma´
prona´sledovatel tendenci se k neprˇı´teli prˇiblizˇovat.
Ztra´ta neprˇı´tele z detekcˇnı´ vy´secˇe ovsˇemmu˚zˇe nastat v prˇı´padeˇ, kdy prona´sledovany´ agent ma´
mnohem vysˇsˇı´ rychlost letu nezˇ jeho prona´sledovatel. Pokud prona´sledovatel ztratı´ neprˇı´tele
z detekcˇnı´ vy´secˇe, pak prˇepocˇı´ta´va´ trasu do cı´love´ho, prˇı´padneˇ pru˚letove´ho bodu a pokracˇuje
v letu. Prona´sledovatel pru˚beˇzˇneˇ kontroluje vzda´lenost mezi sebou a koliznı´m objektem
pomocı´ internı´ akce internal.isAttackPossible.
Pokud se prona´sledovatel k neprˇı´teli prˇiblı´zˇı´ na vzda´lenost mensˇı´ nebo rovnou 200 metru˚m
(40 vzda´lenostnı´ch jednotek na radaru) a za´rovenˇ se tento neprˇı´tel nacha´zı´ v detekcˇnı´ vy´secˇi
prˇı´mo prˇed prona´sledovatelem, pak prona´sledovatelmu˚zˇe tohoto neprˇı´tele sestrˇelit. Sestrˇeleny´
agent je na radaru oznacˇen krˇı´zˇkem a jeho beˇh v simula´toru je ukoncˇen.
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Kapitola 6
Za´veˇr
Cı´lem pra´ce bylo vytvorˇit letecky´ simula´tor v multi-agentnı´m syste´mu Jason. K te´to problematice
byly nastudova´ny prˇı´slusˇne´ materia´ly, ze ktery´ch bylo cˇerpa´no prˇi tvorbeˇ teoreticke´ a prakticke´
cˇa´sti pra´ce. Prakticka´ cˇa´st pra´ce je rozdeˇlena na simulacˇnı´ modul zalozˇeny´ na syste´mu Jason a
uzˇivatelske´ rozhranı´. Jednotliva´ letadla jsou v simula´toru reprezentova´na agenty a jejich chova´nı´
je popsa´no pla´ny v jazyce AgentSpeak. Agenti majı´ implementova´ny trˇi druhy chova´nı´. Mezi toto
chova´nı´ patrˇı´ schopnost zaujı´mat pozice v pru˚letovy´ch a cı´love´m bodeˇ, detekce a na´sledne´ rˇesˇenı´
kolizı´ a prona´sledova´nı´.
Uzˇivatelske´ rozhranı´ aplikace umozˇnˇuje vykona´va´nı´ dvou akcı´ a to spousˇteˇnı´ existujı´cı´ho si-
mulacˇnı´ho modelu a vytva´rˇenı´ novy´ch simulacˇnı´ch modelu˚ pomocı´ editoru. V simula´toru bylo
experimentova´no se cˇtyrˇmi prˇı´stupy k rˇesˇenı´ kolizı´. Za u´cˇelem co nejvysˇsˇı´ho pocˇtu u´speˇsˇneˇ vy-
rˇesˇeny´ch kolizı´ byl v simula´toru implementova´n prˇı´stup zohlednˇujı´cı´ vy´sˇku letu agenta. Dı´ky tomu
jsou agenti schopni rˇesˇit i kolize o vı´ce koliznı´ch objektech. I prˇes zavedenı´ mozˇnosti zmeˇny vy´sˇky
agenta nenı´ rˇesˇenı´ kolize vzˇdy u´speˇsˇne´. Du˚lezˇity´m faktorem ovlivnˇujı´cı´m u´speˇsˇnost je vzda´lenost
mezi agenty prˇi detekova´nı´ kolize a pocˇet detekovany´ch koliznı´ch objektu˚. V simula´toru bylo testo-
va´no rˇesˇenı´ kolizı´ agentu˚ na modelech s nejvy´sˇe peˇti agenty. V simula´toru byly da´le testova´ny dva
prˇı´stupy k prona´sledova´nı´.
Tuto pra´ci by bylo mozˇne´ rozsˇı´rˇit o dalsˇı´ modely chova´nı´ agentu˚ jako naprˇı´klad vytva´rˇenı´
letecky´ch formacı´. Z hlediska inteligence agentu˚ by bylo mozˇne´ pra´ci rozsˇı´rˇit o prˇida´nı´ schopnosti
agenta meˇnit letovou rychlost za u´cˇelem rˇesˇenı´ kolizı´ a prona´sledova´nı´.
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Prˇı´loha A
Obsah CD
Prˇilozˇeny´ CD disk obsahuje vsˇechny zdrojove´ ko´dy a ko´dy trˇetı´ch stran potrˇebne´ pro spusˇteˇnı´ apli-
kace. Prˇesny´ vy´cˇet stromove´ struktury je uveden nı´zˇe:
• doc/ dokumentace ke zdrojovy´m ko´du˚m
• examples/ prˇı´klady konfiguracˇnı´ch souboru˚ se simulacˇnı´mi modely
• jar/ spustitelna´ verze aplikace
• jason/ knihovna syste´mu Jason ve verzi 1.4.0a
• pdf/ vy´sledny´ PDF dokument te´to pra´ce
• resources/asl zdrojove´ soubory specifikujı´cı´ chova´nı´ agentu˚
• resources/mas2j zdrojovy´ soubor specifikujı´cı´ umı´steˇnı´ zdroju˚ prˇi vykona´va´nı´ simulace
• src/ zdrojove´ soubory prakticke´ cˇa´sti pra´ce
• tex/ zdrojove´ soubory pro LATEX potrˇebne´ k vygenerova´nı´ vy´sledne´ho
PDF souboru
• zip/ archiv projektu s prˇı´ponou .zip pro import do NetBeans IDE
(verze 7.3.1) (prima´rneˇ Windows)
Postup spusˇteˇnı´ aplikace spolu s licencˇnı´m ujedna´nı´m k pouzˇite´mu softwaru je uveden v souboru
README.txt v korˇenove´ slozˇce.
40
Prˇı´loha B
Prˇı´klad konfiguracˇnı´ho souboru
Na uka´zce je uveden prˇı´klad obsahu konfiguracˇnı´ho souboru. V tomto prˇı´padeˇ se jedna´ o simulacˇnı´
model se dveˇma agenty, z nichzˇ kazˇdy´ ma´ definova´no jme´no, rychlost, barvu ty´mu a letovy´ pla´n
sesta´vajı´cı´ se z startovnı´ho a cı´love´ho bodu, prˇı´padneˇ libovolne´ho mnozˇstvı´ pru˚letovy´ch bodu˚.
<?xml version=”1.0” encoding=”UTF-8” standalone=”yes”?>
<FlightModel>
<AgentList>
<Agent>
<name>Agent 1</name>
<speed>700</speed>
<team>red</team>
<flightPlan>
<startConfig dir=”42” x=”291.0” y=”181.0”/>
<endConfig dir=”349” x=”659.0” y=”431.0”/>
<flybyPoints/>
</flightPlan>
</Agent>
<Agent>
<name>Agent 2</name>
<speed>850</speed>
<team>red</team>
<flightPlan>
<startConfig dir=”270” x=”505.0” y=”463.0”/>
<endConfig dir=”355” x=”885.0” y=”195.0”/>
<flybyPoints>
<Point dir=”310” x=”585.0” y=”198.0”/>
<Point dir=”31” x=”820.0” y=”477.0”/>
</flybyPoints>
</flightPlan>
</Agent>
</AgentList>
</FlightModel>
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