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Los polímeros son materiales muy abundantes en la vida cotidiana, como se ha 
presentado en este trabajo. Estos materiales, frente al fuego, tienden a derretirse, a 
gotear y a formar charcos. El estudio de su comportamiento frente al fuego es esencial 
para la seguridad de las personas. Sin embargo, muchas veces el elevado costo del 
estudio experimental de los mismos, hace que la simulación numérica sea la única 
opción viable para conocer su comportamiento frente al fuego. 
En la presente tesina se ha desarrollado y validado un script para simular el 
comportamiento de los polímeros en situaciones de fuego. El script combina diferentes 
módulos, como Convection Diffussion  y Updated Lagrangian Fluid de Kratos para 
resolver el problema antes descrito utilizando la estrategia del método de elementos 
finitos de partículas (PFEM). 
Para la elaboración de la tesina se ha trabajado con diferentes softwares, entre los que 
destacan Kratos y GiD. Kratos, código desarrollado por CIMNE, es un marco para la 
creación de programas de elementos finitos, diseñado como un código abierto para la 
puesta en práctica de métodos numéricos, con el fin de reproducir, analizar y resolver 
problemas diversos en ingeniería. Utiliza C++ y Python como lenguajes de programación 
y el programa GiD como pre y post procesador. Kratos hasta ahora no permitía trabajar 
con problemas de movimiento de fluidos que tuvieran cambios de temperatura. 
La validación del script se ha hecho mediante la simulación de varios ejemplos 
experimentales detallados en la bibliografía. Los resultados presentados reflejan que el 
script es una opción para la simulación del comportamiento de polímeros expuestos a 
flujos de calor, en particular, como puede ser el test de quemado llamado UL94 test, 
dando resultados similares a esos ejemplos con y sin gasificación. 
El trabajo fue presentado en forma de póster en el Madrid Institute for Advanced Studies 
of Materials (IMDEA Materials Itntitute) durante el congreso Proceedings of the Seventh 
Asia-Europe Symposium on Processing an Properties of Reingorced Polymers (AESP7, 
2015)   
-  1  - 
 
ÍNDICE 
 
ÍNDICE ......................................................................................................................... 1 
ÍNDICE DE FIGURAS ................................................................................................... 4 
1. INTRODUCCIÓN ...................................................................................................... 6 
1.1 INTRODUCCIÓN ................................................................................................ 6 
1.2 MOTIVACIONES ................................................................................................. 7 
1.3 OBJETIVOS ........................................................................................................ 7 
1.4 ESTRUCTURA DE LA TESINA ........................................................................... 8 
2. ESTADO DEL ARTE ................................................................................................. 9 
2.1 SITUACIÓN ACTUAL .......................................................................................... 9 
2.2 MÉTODO DE LOS ELEMENTOS FINITOS (MEF) ............................................ 11 
2.3 KRATOS ........................................................................................................... 12 
2.3.1 ¿Qué es Kratos? ......................................................................................... 12 
2.3.2 Estructura de kratos .................................................................................... 13 
2.3.2.1 Kernel y aplicaciones ............................................................................ 13 
2.3.2.2 Convection Diffusion y ULF .................................................................. 14 
2.4 PYTHON ........................................................................................................... 15 
3. MODELO NUMÉRICO Y ACOPLAMIENTO............................................................ 16 
3.1 ECUACIONES DE NAVIER-STOKES ............................................................... 16 
3.2 MÉTODOS DE DISCRETIZACIÓN LAS ECUACIONES ................................... 17 
3.3 MÉTODO DE ELEMENTOS FINITOS DE PARTICULAS (PFEM) ..................... 18 
4. METODOLOGÍA ..................................................................................................... 21 
4.1 ESQUEMÀTICA DE TRABAJO ......................................................................... 21 
4.2 EL PRE PROCESO CON GiD ........................................................................... 22 
4.2.1 Definición de la geometría .......................................................................... 22 
4.2.2 Condiciones de contorno y materiales ........................................................ 23 
4.2.3 Mallado ....................................................................................................... 23 
4.2.4 Cálculo desde GiD ...................................................................................... 24 
-  2  - 
 
4.3 ARCHIVOS PYTHON ........................................................................................ 25 
4.4 POST PROCESO (GiD) .................................................................................... 26 
4.5 ANÁLISIS DE RESULTADOS ........................................................................... 27 
5. VALIDACIONES ..................................................................................................... 28 
5.1 EJEMPLO TÉRMICO ........................................................................................ 28 
5.1.1 Descripción del problema ............................................................................ 28 
5.1.2 Procedimiento a seguir para la resolución del problema ............................. 30 
5.1.3 Análisis de los resultados obtenidos ........................................................... 32 
5.2 SIMULACIÓN DE FLUIDOS CON  SUPERFICIE LIBRE ................................... 34 
5.2.1 Descripción del problema ............................................................................ 34 
5.2.2 Procedimiento a seguir para la resolución del problema ............................. 35 
5.2.3 Análisis de los resultados obtenidos ........................................................... 37 
5.3 POLIMERO SUJETO A FLUJO DE CALOR (1) “PD702N” ................................ 39 
5.3.1 Descripción del problema ............................................................................ 39 
5.3.2 Procedimiento seguido para la resolución del problema ............................. 40 
5.3.3 Análisis de los resultados obtenidos ........................................................... 44 
5.4 POLIMERO SUJETO A FLUJO DE CALOR (2) “PD702N” ................................ 46 
5.4.1 Descripción del problema ............................................................................ 46 
5.4.2 Procedimiento seguido para la resolución del problema ............................. 46 
5.4.3 Análisis de los resultados obtenidos ........................................................... 49 
5.5 SIMULACIÓN DEL UL94 TEST ......................................................................... 52 
5.5.1 Descripción del problema ............................................................................ 52 
5.5.2 Procedimiento a seguir para la resolución del problema ............................. 55 
5.5.3 Análisis de los resultados obtenidos ........................................................... 59 
5.5.3.1 Resultados PC/ABS+BDP (probeta 2) .................................................. 59 
5.5.3.2 Resultados PC/ABS+PTFE (probeta 3) ................................................ 61 
5.5.3.3 Comparación de los resultados. ........................................................... 62 
6. CONCLUSIONES GENERALES Y FUTURAS LÍNEAS DE INVESTIGACIÓN ........ 63 
6.1 CONCSLUSIONES ........................................................................................... 63 
-  3  - 
 
6.2 FUTURAS LÍNEAS DE INVESTIGACIÓN ......................................................... 64 
7. AGRADECIMIENTOS ............................................................................................. 65 
8. REFERENCIAS ...................................................................................................... 66 
APÉNDICE ................................................................................................................. 68 
AP.1 fluid_ulf_var.py ............................................................................................... 68 
AP.2 OpenKratosMP.py .......................................................................................... 68 
AP.3 fluid2.py .......................................................................................................... 72 
AP.4 script.py .......................................................................................................... 79 
AP.5 scriptarrhenius.py ........................................................................................... 87 
 
  
-  4  - 
 
ÍNDICE DE FIGURAS 
 
Figura 1. Esquema del proceso de discretización....................................................................................... 11 
Figura 2. Idealización de la clasificación geométrica de un sistema ........................................................... 11 
Figura 3. Representación de los pasos seguidos por el PFEM................................................................... 20 
Figura 4. Metodología de trabajo. ............................................................................................................... 21 
Figura 5. Ejemplo de geometría en GiD ...................................................................................................... 22 
Figura 6. Ejemplo de malla estructurada, no estructurada no uniforme y no estructurada uniforme. ......... 23 
Figura 7. Ejemplo de visualización de resultados. ...................................................................................... 26 
Figura 8. Geometría GiD ............................................................................................................................. 30 
Figura 9. Mallas de 50, 10, 5 y 2,5 milímetros respectivamente. ................................................................ 31 
Figura 10. Temperatura final, extraída del GiD. .......................................................................................... 32 
Figura 11. Configuración inicial del agua. Documento [7] ........................................................................... 34 
Figura 12. Geometría extraída de GiD ........................................................................................................ 35 
Figura 13. A la izquierda IS_BOUNDARY y la derecha IS_STRUCTURE .................................................. 35 
Figura 14. Malla de la geometría. ............................................................................................................... 36 
Figura 15. Representación de los resultados obtenidos en los tiempos ..................................................... 37 
Figura 16. Gráficas extraídas de los resultados .......................................................................................... 38 
Figura 17. Gráficas extraídas del documento [8] ........................................................................................ 38 
Figura 18. Geometría en GiD ...................................................................................................................... 40 
Figura 19. A la izquierda IS_BOUNDARY y la derecha IS_STRUCTURE y DISPLACEMENT igual a 0 .... 41 
Figura 20. Malla del ejemplo. ...................................................................................................................... 41 
Figura 21. Representación de la temperatura, viscosidad y flujo de calor en el estado inicial. ................... 44 
Figura 22. Evolución masa de la probeta en el tiempo. Izquierda propio, derecha documento [9] ............. 44 
Figura 23. Temperatura (K) en los tiempos 100, 200, 300, 400, 500, 600, 800, 1000, 1200 segundos. .... 45 
Figura 24. Representación de las diferentes mallas. .................................................................................. 47 
Figura 25. Representación de la probeta en el segundo 400 para mallas de tamaño 10, 14, 25 y 50 mm 
respectivamente. ......................................................................................................................................... 50 
Figura 26. Configuración de la probeta con el flujo de calor (kW/m2) ......................................................... 52 
Figura 27. Gráfico de viscosidades extraído del documento [8] ................................................................. 53 
Figura 28. Geometría y malla...................................................................................................................... 55 
Figura 29. A la izquierda IS_BOUNDARY y la derecha IS_STRUCTURE y DISPLACEMENT igual a 0 .... 55 
Figura 30. Malla del elemento. .................................................................................................................... 56 
Figura 31. Representación flujo de calor en los tiempos 0 y 10 segundos, en W/m2. ................................. 59 
-  5  - 
 
Figura 32. Sin gasificación y con gasificación. Tiempos de 15, 30, 45 y 60 segundos. .............................. 59 
Figura 33. Sin gasificación y con gasificación. Tiempos de 15, 30, 45 y 60 segundos. .............................. 61 
Figura 34. Comparación sin gasificación, izquierda probeta 2, derecha probeta 3. Tiempo de 60 segundos.
 .................................................................................................................................................................... 62 
Figura 35. Comparación con gasificación, izquierda probeta 2, derecha probeta 3. Tiempo de 60 segundos.
 .................................................................................................................................................................... 62 
  
-  6  - 
 
1. INTRODUCCIÓN 
 
 
1.1 INTRODUCCIÓN  
 
Cuando se inicia un incendio en un espacio cerrado que contiene materiales inflamables, 
éstos rápidamente aumentan su temperatura y pueden llegar a encenderse. Los objetos 
fabricados con polímeros (como podrían ser colchones y revestimientos de asientos) 
son muy comunes en los hogares y dentro de los vehículos. Muchos de estos polímeros 
se funden, tendiendo a gotear y a formar charcos inflamables, incluso flujos de material 
encendido, como se muestra la figura de abajo. Por lo tanto, cabe la posibilidad de que 
se creen fuentes de ignición secundarias que ayudan a propagar el incendio. 
 
 
 
 
 
Figura. Comportamiento de los polímeros en situaciones de fuego 
 
La modelización y simulación computacional de cómo se derrite, gotea y se propaga la 
llama, del flujo y de la propagación de la llama en los termoplásticos es extremadamente 
compleja, ya que involucra el flujo del fluido, transferencias de calor, degradación de los 
materiales, la química de la llama, tensión superficial y complejas propiedades de los 
elementos. Además, los cambios drásticos en la forma del objeto suponen un gran 
problema para los métodos de modelado tradicional. Los intentos de modelar estos 
problemas usando el método del volumen de fluido (VOF) han encontrado dificultades 
debido a las inestabilidades y los excesivos tiempos de ejecución. 
El método de elementos finitos de partículas (PFEM) [11] es una técnica potente para 
modelar y analizar problemas complejos en mecánica de fluidos y sólidos, involucrando 
efectos térmicos, entre otros. El PFEM combina formulaciones Lagrangianas con las 
ventajas de la formulación integral del método de elementos finitos (FEM). La ventaja 
clave de la formulación Lagrangiana  es la eliminación de los términos convectivos en el 
flujo del fluido y en las ecuaciones térmicas, que favorece la simplicidad (y la simetría) 
de la formulación, así como la eficiencia computacional. 
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1.2 MOTIVACIONES  
 
Kratos [1] es una herramienta, desarrollada por CIMNE [2], que utiliza el método de los 
elementos finitos para poder llevar  cabo análisis numéricos y simulaciones de 
problemas de múltiples disciplinas de la ingeniería y de la ciencia. 
No obstante, esta herramienta no tiene la opción de acoplar el problema térmico con el 
problema de fluidos. Hasta el momento sólo es posible trabajar de forma independiente 
entre las dos herramientas mediante Kratos. 
Para poder trabajar con las dos herramientas, se tendría que modificar el script creado 
por Kratos y añadir los pasos necesarios. Además, la imposición del flujo de calor sólo 
se puede aplicar constante, alejándose de la realidad. 
 
1.3 OBJETIVOS  
 
El objetico principal de este trabajo es el de desarrollar un “script” para Kratos [1] con el 
lenguaje de programación Python [3]. Esta herramienta va a posibilitar la simulación de 
materiales polímeros bajo los efectos de una fuente de calor, como puede ser un flujo 
de calor constante o bien variable. 
Dentro del objetivo principal, uno de los propósitos es que el script sea lo más genérico 
posible, para posibilitar su utilización en una gran variabilidad de casos. Por lo tanto, el 
script debe de ser inteligible y adaptable para los posibles casos en los que vaya a ser 
utilizado. 
Se validará comparando con datos experimentales y numéricos disponibles en la 
bibliografía. 
Por otro lado, y como objetivo adicional a la realización del trabajo, el autor va a tratar 
de aprender la metodología de cálculo de un problema mediante el método de los 
elementos finitos y el método de los elementos finitos en partículas (PFEM), a trabajar 
con el problema type de Kratos, a utilizar el lenguaje de programación Python y el 
funcionamiento de GiD [4] como pre y postprocesador. 
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1.4 ESTRUCTURA DE LA TESINA 
 
A continuación, se describe como se ha estructurado la tesina. 
1- Introducción. Se desarrolla una introducción y se exponen los objetivos del 
trabajo 
 
2- Estado del arte. Se contextualiza el trabajo, dando un repaso de la situación 
actual. Se da una descripción del lenguaje de programación utilizado y de las 
herramientas con las que trabaja. 
 
3- Modelo numérico y acoplamiento. Se describe el modelo numérico utilizado para 
la resolución de las validaciones. Se explicará cómo se acopla el problema de 
dinámica de fluidos con el térmico 
 
4- Metodología de trabajo. Se hará una explicación de los pasos seguidos para la 
resolución de las validaciones. 
 
5- Validación y ejemplos. Se realiza un estudio sobre diversos casos analizados,  
comparando los resultados numéricos obtenidos con datos experimentales 
 
6- Conclusiones. Se desarrollan las conclusiones extraídas del trabajo. 
 
7- Agradecimientos. 
 
8- Referencias. Se nombran las referencias citadas a lo largo del documento 
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2. ESTADO DEL ARTE 
 
En esta sección se hará un repaso del estado de conocimiento actual sobre la temática 
a la cual pertenece este trabajo. Se definirá el método de los elementos finitos, ya que 
es el método que utiliza Kratos, la herramienta de cálculo que se va a usar. Por último, 
se describe qué tipo de modificaciones se pueden realizar en Kratos mediante procesos 
programados con el lenguaje de programación Python. 
 
2.1 SITUACIÓN ACTUAL 
 
La simulación computacional del comportamiento de los materiales poliméricos en 
presencia de fuego (derretimiento y flujo del polímero y la propagación de la llama) es 
un proceso extremadamente complejo envolviendo muchos fenómenos como el flujo de 
fluido, transferencia de calor, degradación del material y la química de la llama.  
Semejante simulación requiere dos tipos de módulos computacionales diferenciados: 
uno que se ocupa de la fase sólida, para determinar la degradación termal y la liberación 
volátil (pirolisis); el segundo módulo, el proceso de combustión en la llama formada 
mediante la mezcla de compuestos volátiles con el aire ambiente. El proceso en el 
polímero (sólido) y la fase gaseosa es interdependiente y así, los dos módulos 
computacionales deben ser acoplados robustamente y eficientemente. 
Actualmente, están disponibles varios modelos computacionales para incendios, como 
son el Fire Dynamics (FDS), el FireFoam, Ansys (CFX – Fluent), y el SOFIE. 
Generalmente, estas herramientas modernas pueden manejar flujos dominados por la 
flotabilidad (por ejemplo, columnas de fuego y el transporte de humo asociado) 
incluyendo combustiones turbulentas, radiación y fenómenos de multifase. No obstante, 
cuando se llevan a cabo estas simulaciones a ‘ciegas’, se observan fuertes 
discrepancias. La razón de eso es el fuerte bucle que se genera en escenarios de fuego: 
el suministro de fuel, junto con condiciones de ventilación y posibles formas de supresión 
(por ejemplo, pulverizadores de agua), determina la tasa de liberación de calor, que a 
su vez, principalmente a través de convección y radiación, determina el término fuente 
en el problema de la trasferencia de calor. La retroalimentación del calor hacia el fuel 
determina tasa de quemado (pirolisis del sólido o evaporación de combustible líquido), 
cerrando el bucle. Por otra parte, el campo de flujo es típicamente dominado por la 
fuente de la llama (flujos de flotabilidad dominada). 
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Mientras los modelos para la fase gaseosa usados en los software mencionados son 
generalmente bastante complejos, el modelo de la parte sólida es predominantemente  
simple. 
Otro fenómeno usualmente ignorado es la fusión y goteo de los objetos sólidos. A pesar 
de todo, varios estudios recientes han ilustrado la posible predicción del quemado y 
fusión de los objetos sólidos mediante la inclusión de un modelo de fase sólida en los 
cálculos.  
Otro asunto importante en los problemas de simulación de los polímeros en llamas es 
la falta de parámetros de entrada que estén bien estimados, necesarios para el 
modelado de la mayoría de los materiales poliméricos que conviven con nosotros. En 
un pasado reciente se ha hecho la caracterización experimental de varias propiedades 
del material que dependen de la temperatura en situaciones con fuego. No obstante, 
muchos de los parámetros necesarios todavía no están disponibles. La caracterización 
de los materiales es esencial para la validación de los complejos modelos 
computacionales  y aún debe realizarse para la mayoría de los materiales poliméricos 
industriales.  
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2.2 MÉTODO DE LOS ELEMENTOS FINITOS (MEF) 
 
El método de los elementos finitos (MEF) [12] es un método numérico que permite 
resolver diversos tipos de problemas relacionados con la ingeniería y con la ciencia. 
Tiene como finalidad obtener una solución numérica aplicada sobre un medio continuo. 
La idea general que tiene el método es el de dividir un continuo en un conjunto de 
pequeños elementos interconectados por una serie de puntos, denominados nodos. Las 
ecuaciones que rigen el comportamiento del continuo, también van a cumplirse en los 
diferentes elementos creados. De esta forma se consigue pasar de un sistema continuo, 
con infinitos grados de libertad (GDL) y regido por una o un sistema de ecuaciones 
diferenciales, a un sistema con un número de grados de libertad finito, el 
comportamiento del cual se describe por un sistema de ecuaciones, lineales o no. 
 
Figura 1. Esquema del proceso de discretización 
En cualquier sistema,  se puede realizar la siguiente clasificación geométrica: 
- Dominio. Es el espacio geométrico donde se va a analizar el sistema. 
- Contorno. Conjunto de puntos límites entre el dominio y el exterior. 
En todo el espacio geométrico que representa el dominio se deben cumplir las 
ecuaciones de gobierno. Por su parte, las condiciones de contorno son ecuaciones las 
cuales definen el valor de la variable objeto de estudio o de su derivada en el contorno 
del dominio. 
-  
Figura 2. Idealización de la clasificación geométrica de un sistema 
 
Se supone que el dominio es discretizado a través de una malla en subdominios, 
denominados elementos. La división puede ser mediante puntos, líneas o superficies, 
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en función de la dimensión del caso de estudio. Los elementos se definen por un número 
discreto de puntos, los nodos, los cuales los conectan entre ellos. Es sobre estos nodos 
donde se materializan las incógnitas fundamentales del problema. En el caso de un 
elemento estructural, una de las incógnitas podría ser el desplazamiento de los nodos. 
Estas incógnitas, los denominados grados de libertad, determinan el estado y/o la 
posición del nodo. 
En conclusión, el MEF es un método que satisface unas necesidades de cálculo, en 
general muy complejas, que con los métodos de cálculo tradicionales eran muy difíciles 
de cumplir. Permite realizar un cálculo de una forma más sistemática, y a la práctica, es 
un sistema adecuado de análisis que determina las bases idóneas para el desarrollo de 
software. [15] 
 
2.3 KRATOS 
 
2.3.1 ¿Qué es Kratos? 
 
Kratos [1] es una herramienta, desarrollada en CIMNE [2] y con un código abierto en 
lenguaje C++, que se usa para llevar a cabo simulaciones y análisis numéricos 
multidisciplinares de elementos finitos. Proporciona varios instrumentos para una 
sencilla puesta en práctica de las aplicaciones de elementos finitos, además de una 
plataforma común que proporciona una interacción fácil entre ellas.  
Puede ser definido por cinco características que lo identifican. Kratos es: 
- Multifísico. Engloba en un solo software la capacidad para realizar análisis de 
varios problemas de ingeniería, como son los estructurales, los de dinámica de 
fluidos y los termodinámicos.  
 
- Un método de elementos finitos (MEF). Gracias a los métodos numéricos, 
soluciona muchos problemas que surgen en problemas ingenieriles y científicos. 
El método de elementos finitos es uno de los más poderosos, flexibles y 
versátiles métodos que existen. 
 
- Orientado a objetos. Es de carácter general, flexible y reusable, de forma que 
permite afrontar gran variedad de retos en métodos numéricos. 
- Abierto. El código y la estructura del programa está disponible por si cualquier 
usuario está dispuesto a ampliarlo. 
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- Libre. Está dedicado principalmente para desarrolladores, investigadores y 
estudiantes, lo que lo convierte en un modo muy fructuoso de compartir el 
conocimiento.[15] 
 
2.3.2 Estructura de kratos 
 
Como se ha comentado en el apartado anterior, Kratos no está diseñado como un 
código monolítico, sino que se puede aplicar a varios problemas muy diferentes entre 
sí. Viene a ser como una biblioteca donde los usuarios pueden encontrar y combinar las 
diferentes herramientas necesarias para resolver un problema en particular. 
 
2.3.2.1 Kernel y aplicaciones 
 
Kratos puede ser dividido en dos categorías: Kernel y aplicaciones.  
El Kernel consiste en el núcleo, el centro del cálculo. Proporciona la infraestructura 
básica y las herramientas numéricas generales, es decir, constituye de base sobre el 
cual se construyen las diferentes aplicaciones. 
Las aplicaciones consisten en una adaptación de Kratos respecto de la temática del 
problema a resolver. Una aplicación proporciona una implementación de un conjunto de 
algoritmos utilizados en la simulación de problemas en un campo determinado, como la 
dinámica de fluidos o la mecánica de sólidos. En caso de problemas de temáticas muy 
variadas, el Kernel también permite que haya una cierta interacción entre diferentes 
aplicaciones.  
La principal ventaja que proporciona esta estructura es que hay una clara separación 
entre la base numérica del código y las partes que están enfocadas a la simulación de 
un problema en particular. De esta forma se evitan conflictos en el desarrollo de distintas 
aplicaciones, ya que los desarrolladores de Kratos pueden concentrarse en la 
ampliación del código sin preocuparse de cometer errores en otros campos, además de 
recudir el tiempo de compilación. 
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2.3.2.2 Convection Diffusion y ULF 
 
En este trabajo se va a trabajar básicamente con dos aplicaciones. En primer lugar 
trabajaremos con Convection Difusion Application, que se usa para problemas 
relacionados con la variación de temperatura. Una vez se haya comprobado que el 
problema térmico funciona, se trabajará con Updated Lagrangian Fluid, con el que se 
trabajará los problemas de dinámica de fluidos. 
Convection Diffusion Application 
Esta aplicación resuelve las ecuaciones que describen los problemas de transporte 
por convección-difusión. Estos aparecen en muchas aplicaciones importantes en la 
ciencia y la ingeniería. Ejemplos de estos son el transporte de contaminantes en 
aire y agua subterránea, el flujo de un depósito de aceite, en la modelización de 
semiconductores, etc. [13] 
 
ULF Application  
La aplicación ULF (Updated Lagrangian Fluid) permite resolver los problemas en 
los cuales se presentan fluidos con superficie libre y la posible interacción de estos 
con estructuras. Existen dos versiones, en la primera se trata el problema como un 
fluido cuasi-incompresible (ULF_FSI) y en el segundo como incompresible (ULF-
INC). En esta tesina se trabajará con el primero. [14] 
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2.4 PYTHON 
 
Python es un lenguaje de programación caracterizado por tener una sintaxis muy limpia 
y simple. Es utilizado por Kratos con el objetivo de combinar de una forma más flexible 
y dinámica sus componentes al realizar diferentes tipos de simulaciones. El script 
principal de Python interpreta el papel de la función principal del programa, pero con una 
gran facilidad de acceso tanto de usuarios como desarrolladores.   
La gran ventaja de estos scripts sobre el código compilado es que los cambios se 
pueden hacer muy rápidamente. Por ejemplo, se puede cambiar la tolerancia de un 
solucionador o también cambiar unas condiciones de contorno. Por otro lado, hay que 
tener en cuenta que el proceso será más lento, así que se ha de estudiar su utilización. 
En este sentido, los scripts de Python pueden realizar las siguientes acciones: 
- Cargar Kratos e importar la aplicación. 
- Leer los datos del problema y crear y modificar el model part de Kratos, que son 
la malla, elementos, materiales y las condiciones de contorno. 
- Definir el constructor y solucionador. 
- Llamar al solucionador. 
- Escribir un archivo con la malla y los resultados. 
Por tanto, una vez compilado Kratos, ya se ha usado todo el código programado en C++ 
necesario para la aplicación. El resto de tareas pueden ser realizadas por Python, con 
las ventajas ya mencionadas. El script que se crea actúa como interfaz o proceso entre 
el guion del problema y las funciones de Kratos, añadiendo funciones adicionales a 
realizar en el cálculo que no se realicen de forma convencional. [15] 
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3. MODELO NUMÉRICO Y 
ACOPLAMIENTO  
 
En este capítulo se presentará el método numérico utilizado, que será el Método de 
Elementos Finitos de Partículas (PFEM). Se enumerarán los pasos que sigue para 
resolver los problemas. También se dará a conocer cómo se resuelve el problema 
térmico y como se acoplará al problema de fluidos. 
En primer lugar, se presentarán las ecuaciones de Navier-Stoke, que son las que 
gobiernan el movimiento del fluido. 
 
3.1 ECUACIONES DE NAVIER-STOKES 
 
El movimiento del polímero fundido se puede considerar que está gobernado por las 
ecuaciones de Navier-Stokes (flujos newtonianos incomprensibles) con viscosidad 
dependiente de la temperatura. A continuación, se exponen cada una de ellas. 
Ecuación de conservación de la masa 
𝛁 · 𝒖 = 𝟎 
 donde u es el vector de velocidad. 
Ecuación de balance de la cantidad de movimiento 
 La ecuación del balance de cantidad de movimiento es la siguiente: 
𝝆𝝏𝒕𝒖 + 𝝆𝒖 · 𝛁𝒖 + 𝛁𝒑 − µ∆𝒖 − 𝝆𝒈 = 𝟎 
donde 𝜌  es la densidad, p la presión, u la viscosidad dinámica y g el vector 
gravedad. Los grados de libertad del problema son la velocidad y la presión. 
Ecuación de Calor 
𝜌𝑐
d𝑇
d𝑡
=
∂
∂𝑥𝑖
(𝑘𝑖
∂𝑇
∂𝑥𝑖
) + 𝑄   𝑖𝑛  𝛺 
en la ecuación anterior T es la temperatura, 𝑄 es la fuente de calor por unidad 
de volumen, 𝜌, 𝑐 y 𝑘𝑖 son, respectivamente, la densidad (asumimos que 
constante), el calor específico, y la conductividad del material. 
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Las ecuaciones anteriores son completadas con las condiciones de contorno estándar 
de prescripción de velocidades y tracciones en la superficie libre en el problema 
mecánico. Por otro lado, para el problema térmico se fijan temperatura y se impone flujo 
de calor en ciertas partes del dominio. Además, en las superficies expuestas a las 
condiciones de fuego (imposición de flujo de calor) se tienen en cuenta las pérdidas de 
energía debidas a la radiación. A continuación se presentan estas últimas. 
 
𝑘
∂𝑇
∂𝑛
+ ?̅?𝑛 = 0 
con 
?̅?𝑛 = 𝑞𝑛 + 𝜀𝜎(𝑇
4 − 𝑇0
4) + α𝑐(𝑇 − 𝑇0)    𝑖𝑛   Γ𝑞 
El comportamiento cuasi rígido del objeto a temperatura ambiente es reproducido 
mediante el uso de una viscosidad elevada. De esta manera, el polímero se comporta 
como un sólido a temperatura ambiente.  A medida que aumenta la temperatura en el 
objeto debido a la exposición de calor, la viscosidad disminuye varios órdenes de 
magnitud debido a su dependencia con la temperatura. Esto induce a la fusión y al flujo 
de las partículas en la zona calentada. 
 
 
3.2 MÉTODOS DE DISCRETIZACIÓN LAS ECUACIONES 
 
Para resolver las ecuaciones de Navier-Stokes existen varios métodos, con ciertas 
semejanzas y diferencias entre ellos. 
Estos métodos hacen un seguimiento de la superficie libre, utilizando dos técnicas 
distintas para ello. Según la técnica utilizada para dicho seguimiento se agrupan en dos 
categorías: los que utilizan malla y los que no la utilizan. Además, en cada una de las 
categorías se pueden utilizar tanto métodos Eulerianos cómo Lagrangianos. A 
continuación se describen las características de las dos técnicas usadas. 
En primer lugar, en los métodos con malla, las propiedades físicas son definidas en los 
puntos de la malla. A medida que se va construyendo la malla, en el mismo instante de 
tiempo, se va determinando la localización de los puntos de cálculo necesarios para 
discretizar las ecuaciones de gobierno. 
Una desventaja de los métodos que utilizan la malla es la difusión numérica en la 
discretización. Las ecuaciones discretizadas son, en general, más difusivas que las 
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ecuaciones diferenciales originales, de manera que el sistema simulado se comporta de 
forma diferente al que el sistema físico pretende. La cantidad y carácter de la diferencia 
depende del sistema que se simula y del tipo de discretización utilizada. Generalmente, 
en simulaciones dinámicas de fluidos se pretende reducir la difusión numérica al mínimo, 
con el fin de aumentar la fiabilidad. 
Por otra parte, en los métodos sin malla, los puntos de cálculo necesarios para 
discretizar las ecuaciones de gobierno se buscan alrededor del punto que está 
calculando. Es decir, se estudia como interacción el punto objetico de estudio y los 
puntos que están a su alrededor, puntos cercanos. Por lo que, los términos de la 
ecuación de gobierno del movimiento de flujo se describen a través de dicha interacción. 
En función de la descripción cinemática adoptada, los métodos se pueden dividir en 
Lagrangianos y Eulerianos. Mientras que en los Lagrangianos los puntos de cálculo se 
mueven simultáneamente con el fluido, representado puntos materiales, en los  
Eulerianos, los puntos de cálculo están fijos representando puntos espaciales. Un 
ejemplo de métodos Lagrangianos sin malla está representado por SPH y MPS. 
Comparándolo con un método con malla fija, un método Lagrangiano sin malla puede 
ser más eficiente y conveniente para el control de la difusión numérica. Asimismo, tiene 
algunas desventajas remarcables con respecto al primero. 
La otra desventaja es la restricción en fijar la resolución espacial. En este método, el 
hecho de usar partículas uniformes hace que sea complicado ajustar la resolución. Se 
puede conseguir mayor resolución, aunque es difícil debido al movimiento de las 
partículas por advección, mediante la introducción adicional de partículas en aquellas 
zonas donde se requiere más precisión. 
Esta característica contrasta con el método de malla fija, ya que una característica es la 
facilidad de conseguir una resolución ajustada, únicamente cambiando la densidad de 
la malla. [10] 
Para la resolución del problema de mecánica de fluidos se escogió el método de 
elementos finitos en partículas (PFEM) que se presenta a continuación. 
 
3.3 MÉTODO DE ELEMENTOS FINITOS DE PARTICULAS (PFEM) 
 
El método de elementos finitos de partículas (PFEM) presentado en este trabajo es una 
técnica potente para modelar y analizar los problemas complexos y multidisciplinarios 
en mecánica de fluidos y sólidos, involucrando efectos térmicos acoplados, entre otros. 
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El PFEM combina técnicas Lagrangianas basadas en partículas con las ventajas de la 
formulación integral del método de elementos finitos (FEM). La ventaja clave de la 
formulación Lagrangiana en los PFEM es la eliminación de los términos convectivos en 
el flujo del fluido y en las ecuaciones térmicas, que favorece la simplicidad (y la simetría) 
de la formulación, así como la eficiencia computacional. 
En el PFEM, las partículas representan los nodos de una malla de elementos finitos. Las 
partículas pueden moverse libremente de acuerdo con el campo de velocidades, 
transportando sus propiedades físicas y momento. Un algoritmo de remallado robusto y 
eficiente conecta los nodos en una red de elementos finitos para solucionar las variables 
de estado en la nueva configuración. El PFEM se ha usado para resolver una variedad 
de superficies libres, interacción entre fluidos y estructuras, y problemas de multifase, 
incluyendo olas rompiendo en puertos,  barcos hidrodinámicos, ruptura de presas, 
fundición de metales, entre muchos otros [9] 
Una solución típica con el PFEM implica los siguientes pasos: 
1. El punto de partida en cada paso de tiempo es la nube de nodos en el dominio 
del polímero. Por ejemplo, 𝐶𝑜   y 𝐶𝑛  son las nubes en el tiempo inicial y en el 
tiempo 𝑡 = 𝑡𝑛 , respectivamente. 
 
2. Identificar los límites definiendo el dominio de análisis 𝑉𝑛 . Este es un paso 
esencial ya que algunos contornos, como la superficie libre en la zona derretida, 
pueden separarse durante el proceso de solución. Se usa el método Alpha-
Shape [16] para definir el contorno. Se debe tener en cuenta que en el análisis 
del dominio se pueden incluir diferentes subdominios formados por el objeto 
polimérico principal y las zonas de goteo y propagación. 
 
3. Se discretiza  el dominio del polímero analizado con una malla de elementos 
finitos 𝑀𝑛 . Se usa el “extended Delaunay tessellation” para generar un esquema 
de generación de mallas. 
 
4. Se resuelven las ecuaciones Lagrangianas acopladas de movimiento para el 
dominio del polímero y de la temperatura. Se calculan las variables de estado 
relevantes en la siguiente configuración (actualizada) para 𝑡 + ∆𝑡: velocidades, 
velocidad de deformación, tensiones, presiones, viscosidad y temperatura en el 
polímero. 
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5. Se mueven los nodos de la malla hacia su nueva posición  𝐶𝑛+1 , donde n+1 
denota el tiempo 𝑡𝑛 + ∆𝑡, en términos del tamaño de incremento de tiempo. Para 
la completa aplicación Lagrangiana, los nodos se mueven de acuerdo con las 
fuerzas determinadas en el paso 4. 
 
6. Se vuelve al paso 1 y se repite el proceso para el nuevo paso de tiempo. 
 
Figura 3. Representación de los pasos seguidos por el PFEM 
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4. METODOLOGÍA 
 
En este capítulo se describirán los pasos seguidos para la correcta elaboración de los 
ejemplos que se trabajarán en las validaciones más adelante. 
 
4.1 ESQUEMÀTICA DE TRABAJO 
 
Tanto para definir la geometría, como para realizar la simulación numérica y así como 
el análisis de los resultados, se seguirá el esquema de trabajo presentado en la figura 
número 4. 
En el preproceso, se dibujará una geometría con GiD [4], se definirán las condiciones y 
parámetros específicos del problema, se generará la malla y se calculará. GiD, en el 
cálculo, generará una serie de archivos. 
Posteriormente se ajustarán los parámetros del archivo script de Python [3] para que 
sean los propios del problema. 
Finalmente, se ejecutará el script, que llamará a Kratos [1], proporcionándole la 
información necesaria mediante los archivos de definición que anteriormente se han 
creado en GiD. El ejemplo correrá y generará otros archivos para el post proceso 
mediante GiD. 
 
Figura 4. Metodología de trabajo. 
 
  
Pre proceso 
(GiD)
• Definición 
Geometría
• Definición 
condiciones de 
controno
• Mallado
• Pre calculo 
(.mpda)
Cálculo 
(KRATOS)
• Introducción 
script
• Ejecución del 
proceso
Post Proceso 
(GiD)
• Visualización de 
los resultados
-  22  - 
 
4.2 EL PRE PROCESO CON GiD  
 
Es la etapa inicial, donde se definirá la geometría del problema, las condiciones de 
contorno, las propiedades de los materiales y se generará la malla. 
Para la realización del preproceso usamos GiD [4], una herramienta de CAD 
desarrollada por CIMNE [2] que permite una eficiente gestión integral de las labores del 
preprocesado, tanto en modelos bidimensionales como tridimensionales. 
 
4.2.1 Definición de la geometría 
 
Se debe representar, con máximo grado de detalle posible, la idealización de la 
geometría a estudiar, dibujando puntos, líneas, áreas y volúmenes. 
Un elemento bidimensional va a ser definido mediante puntos, líneas y áreas, mientras 
que un elemento tridimensional, además de lo anterior, será representado por 
volúmenes. 
La geometría, en GiD, se deberá definir por orden jerárquico. Por ejemplo, sin un 
conjunto de líneas no podremos formar una superficie, igual que sin un conjunto de 
superficies no podremos crear volúmenes.  
La figura 5 muestra la idealización de un cubo bidimensional. En las esquinas se pueden 
ver los nodos, en azul las líneas y con un cuadrado lila se puede apreciar la superfície 
creada. 
 
Figura 5. Ejemplo de geometría en GiD 
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4.2.2 Condiciones de contorno y materiales 
 
Las condiciones de contorno son trascendentales en el cálculo, pues nos definen el 
modelo en sus límites. En función del cálculo a realizar, las condiciones de contorno 
serán unas u otras. Se deberán definir antes del cálculo. 
GiD permite adaptar las condiciones de contorno mediante un problem type.  Activando 
su interfaz aplicada a fluidos incompresibles (ULF) o bien el Convection Difussion se 
definen todas las características que se necesitarán en el cálculo, particularizando el 
problema, definiendo las propiedades del material, introduciendo las flujos de calor y 
definiendo sus condiciones de contorno. 
 
4.2.3 Mallado 
 
Se realiza una partición del dominio en elementos más pequeños, denominando este 
proceso discretización. Los puntos de los elementos son los nodos, y el conjunto de 
nodos considerando sus relaciones se denomina malla. Los elementos utilizados en los 
diversos casos de estudio han sido los triángulos.  
Los nodos constituyen la forma del diseño. Están interconectados entre si, y contienen 
las características del material y todas las propiedades del modelo. 
Se puede clasificar a la malla por estructurada o no estructurada. La malla estructurada 
es en la que los elementos se representan de manera uniforme, garantizando de esta 
manera que aparecen el mismo número de elementos alrededor de un nodo, y que el 
tamaño del elemento es lo más uniforme posible. En cambio, en la malla no estructurada 
los elementos no tienen por qué ser todos uniformes, pudiéndose adaptarse mejor a 
geometrías más complejas. En este trabajo en concreto, todas las mallas serán no 
estructuradas uniformes. La figura 6 representa diferentes tipos de mallas. 
 
Figura 6. Ejemplo de malla estructurada, no estructurada no uniforme y no estructurada uniforme. 
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La calidad de la malla es un aspecto muy relevante, pues una malla con elementos 
demasiado grandes podría dar resultados erróneos o sin precisión alguna, y una malla 
demasiado densa prolongaría el coste computacional. El programa permite incorporar 
un grado de precisión en aquellos puntos y zonas dónde interese mayor cálculo. 
 
4.2.4 Cálculo desde GiD 
 
Para terminar la etapa del preproceso, se procede al cálculo de GiD. La interfaz 
actualmente disponible no incluye la herramienta para poner flujos de calor en 
problemas de mecánica de fluidos. Por esta razón, una vez creada la geometría y 
asignadas las condiciones de contorno estándar se generaran con el GiD los ficheros 
de datos y se definen a mano los parámetros relativos al problema térmico. 
Los archivos que generar antes del cálculo tienen el siguiente formato: 
- <nombre fichero>.cnd 
- <nombre fichero>.geo 
- <nombre fichero>.lin 
- <nombre fichero>.mat 
- <nombre fichero>.msh 
- <nombre fichero>.prb 
- <nombre fichero>.vv 
Los archivos que se generan una vez realizado el cálculo tienen el siguiente formato: 
- problema_settings.py 
- script.py 
- <nombre fichero>.kpt 
- <nombre fichero>.elem 
- <nombre fichero>.err 
- <nombre fichero>.info 
- <nombre fichero>.int 
- <nombre fichero>.mpda 
- <nombre fichero>.node 
- <nombre fichero>.prop 
- <nombre fichero>.time 
- <nombre fichero>_out.mpda 
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Estos archivos son los que emplea Kratos para resolver el problema. El archivo script.py 
es un archivo escrito en Python que define el algoritmo empleado para el cálculo.  
 
4.3 ARCHIVOS PYTHON 
 
En este trabajo, no se trabajará directamente con el script de salida hecho con el 
precálculo. En vez de eso, se usará un script en el cuál modificaremos los parámetros 
según convenga. Básicamente, de los archivos que se crean en el precálculo, el que 
más interesa es el que define la geometría y los parámetros de entrada del problema, el 
.mdpa. 
El script de Python utilizado contiene cuatro partes claramente diferenciadas. 
 
- Primera Parte. Contiene la programación que indica la ruta del programa Kratos, las 
librerías y las aplicaciones que se importan para solucionar el algoritmo. 
 
- Segunda Parte. Se lee el modelo que proviene del programa GiD, en donde importa 
los archivos que se han descrito en el apartado anterior. En este apartado interviene 
el usuario definiendo algunos parámetros específicos del problema y realizando 
modificaciones cuando sea necesario. 
 
- Tercera Parte. Se define el desarrollo de pasos del algoritmo 
 
- Cuarta Parte. Se desarrolla el algoritmo de impresión de resultados. En esta parte, 
se definen unos sensores de recopilación de resultados que el usuario debe definir 
su ubicación y las variables de las cuales obtener dichos resultados. 
Por otra parte y como se ha comentado anteriormente, el archivo esencial en el 
preproceso será el .mdpa, ya que es donde se reflejan los nodos, elementos y 
condiciones de contorno del problema. 
En la mayoría de problemas se añadirán tres scripts más: 
- NistParameters.py 
 
En él se introducirá funciones que llamaremos desde el script principal. Esas 
funciones, principalmente, serán las que definen el flujo de calor y el cálculo de la 
viscosidad. 
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- ProjectParameters.py 
 
Este script se crea en el precálculo. En él se definen las variables que particularizan 
el problema, como pueden ser la temperatura, la conductividad, el flujo de calor, 
etc.  
También se define el tipo de solver que se usará para resolver el problema (lineal, 
no lineal, etc). 
Aunque se pueda definir el tiempo máximo de ejecución, el paso de tiempo y otros 
parámetros, estos van a ser leídos directamente del script principal o del 
fluid_ulf_var.py . 
 
- fluid_ulf_var.py 
 
En este script se definen varios parámetros que influyen en la resolución del 
problema. Sólo se tendrá que variar tiempo máximo de resolución (max_time) y el 
paso de tiempo (Dt). Como el resto será fijo en todos los problemas, se ha adjuntado 
como AP.1 en los apéndices. 
 
4.4 POST PROCESO (GiD) 
 
Una vez se ha corrido el ejemplo de estudio, se pueden visualizar los resultados 
obtenidos en el cálculo. La representación de estos resultados se hace mediante GiD. 
Los archivos de resultados tienen el siguiente formato: 
- <nombre fichero>_<paso de tiempo>.post.bin 
Con el parámetro output_step del script 
principal se concretará con qué frecuencia 
queremos que nos escriba los resultados en el 
caso de que el problema sea dinámico. Con 
GiD, tendremos la opción de abrir varios 
archivos de resultados. 
En la figura 7 se puede ver un ejemplo de la 
visualización de resultados. Se observa el 
cambio de la temperatura que experimenta la 
probeta al estar sometido a un flujo de calor 
constante. 
 
 
Figura 7. Ejemplo de visualización de 
resultados. 
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Desde GiD, que nos permite ver la evolución de los resultados, podemos extraer gráficas 
de zonas concretas, conocer la evolución de un parámetro en un nodo concreto, etc. 
 
4.5 ANÁLISIS DE RESULTADOS 
 
Mediante los resultados obtenidos de experimentos hechos en laboratorio, se podrán 
comparar con los resultados obtenidos de forma numérica, para ajustar el script y 
verificar que se ajusta a esos experimentos. 
Una de las funciones que se añadirá en los scripts es que crea unos archivos de 
resultados diferentes a los .post.bin. Creará archivos .txt que se abrirán con una hoja de 
cálculo para poder editarlos. Un ejemplo de eso, en la primera validación crearemos un 
.txt donde guarde la temperatura de cada nodo junto con su posición, para compararlo 
con la temperatura analítica. 
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5. VALIDACIONES 
 
En este apartado se van a desarrollar unos ejemplos a modo de validación de la 
herramienta creada. Los diferentes ejemplos están estructurados de la siguiente forma: 
- Descripción del problema. Se hará una breve explicación de en qué consiste el 
ejemplo, presentando las propiedades y variables. 
 
- Procedimiento a seguir para la resolución del problema. Se darán las pautas 
seguidas para la resolución mediante GiD. 
 
- Análisis de los resultados obtenidos. Se discutirán los resultados obtenidos 
mediante gráficas y figuras. En algunos problemas se comparará los resultados con 
datos experimentales. 
 
5.1 EJEMPLO TÉRMICO 
 
El primer ejemplo desarrollado será una validación de la parte térmica que será acoplada 
en los diferentes ejemplos más adelante. También servirá de referencia para escoger 
una malla adecuada. 
Para validar el primer ejemplo, se trabajará con la solución analítica del problema, que 
se desarrollará en la descripción. Después, se hará una comparación de los resultados 
obtenidos con diferentes mallas, para conocer el error de cada una. 
Cabe destacar que para este ejemplo se usará el script que se creará en el precálculo. 
 
5.1.1 Descripción del problema 
 
El experimento consta de dos círculos concéntricos. En borde exterior se fijará una 
temperatura fija de 298 K mientras que en el borde del círculo interior se fijará un flujo 
de calor de 1 kW/m2. 
El radio del círculo exterior será de 0,125 metros, mientras que el interior será de 0,5 
metros. El espacio central estará hueco. Para este problema, primero vamos a resolver 
la solución analítica: 
1
𝑟
·
𝜕
𝜕𝑟
· ( 𝐾 · 𝑟 ·
𝜕𝑇
𝜕𝑟
 ) = 0 
-  29  - 
 
∫
𝜕
𝜕𝑟
· ( 𝐾 · 𝑟 ·
𝜕𝑇
𝜕𝑟
 ) = ∫ 0 
𝐾 · 𝑟 ·
𝜕𝑇
𝜕𝑟
= 𝐶1 
𝜕𝑇
𝜕𝑟
=
𝐶1
𝐾
·
1
𝑟
 
∫
𝜕𝑇
𝜕𝑟
= ∫
𝐶1
𝐾
·
1
𝑟
 
𝑇(𝑟) =
𝐶1
𝐾
· ln(𝑟) + 𝐶2 
Para encontrar las constantes: 
−𝑘 ·
𝜕𝑇
𝜕𝑟
|
𝑟=𝑟1
= 𝑞              𝑇|𝑟=𝑟1 =  𝑇𝑒𝑥𝑡 
−𝑘 ·
𝜕𝑇
𝜕𝑟
|
𝑟=𝑟1
= 𝑞 
𝐶1 ·
1
𝑟1
= −𝑞        𝐶1 = −𝑟1 · 𝑞 
𝑇|𝑟=𝑟1 =  𝑇𝑒𝑥𝑡 
−𝑟1 · 𝑞
𝐾
· ln(𝑟1) + 𝐶2 =  𝑇𝑒𝑥𝑡 
𝐶2 =  𝑇𝑒𝑥𝑡 +
𝑟1 · 𝑞
𝐾
· ln(𝑟1) 
La ecuación resulta de la temperatura en función del radio será: 
𝑇(𝑟) =
−𝑟1 · 𝑞
𝐾
· ln(𝑟) + 𝑇𝑒𝑥𝑡 +
𝑟1 · 𝑞
𝐾
· ln(𝑟1) 
𝑇(𝑟) =
𝑟1 · 𝑞
𝐾
· ln ( 
𝑟1
𝑟
 ) + 𝑇𝑒𝑥𝑡     
Ecuación 1. Temperatura en función del radio. 
Donde 𝑟1 es el radio interior, q es el flujo de calor, K es la conductividad, 𝑇𝑒𝑥𝑡 es la 
temperatura exterior y r es la distancia desde el centro donde queremos conocer la 
temperatura.  
-  30  - 
 
5.1.2 Procedimiento a seguir para la resolución del problema 
 
En GiD [4] se selecciona el problem type 
kratos. Seguidamente, se introducirá la 
geometría. Constará de dos círculos 
concéntricos de 0,125 y 0,050 metros. 
Una vez creadas las líneas se deberán 
borrar las superficies creadas por defecto 
por GiD, y se creará una nueva entre 
circunferencias. En la figura 8 se puede 
observar la geometría. 
 
 
Figura 8. Geometría GiD 
 
Seguidamente y dentro del menú Define the model properties se creará un nuevo 
material. En la opción Thermal, Isotropic, se seleccionará una conductividad de 0,35. El 
Specific Heat y la Density no influenciaran en el resultado del problema. 
Ahora se seleccionarán las propiedades del problema. 
- Domain.  El Spatial dimension debe estar en 2D mientras que Axi-Symmetric debe 
ser No. 
 
- Application types. Convection diffusion  es el único que debe estar en Yes. 
 
- Convection diffussion. 
 
o Analysis type. Linear 
 
o Solution type. Static 
 
o Solution strategy. Se deja por defecto 
 
o Properties. Se crea una nueva propiedad con el material editado 
anteriormente 
 
o Elements. Se crea un nuevo elemento con Element type: Triangle  y que 
Property sea la creada anteriormente. Seleccionaremos la superficie creada 
en la Geometría. 
 
o Boundary Conditions 
 
 Heat flux. Por defecto. 
 
 Face heat flux. Se seleccionará un Face heat flux de valor 1000 (1kW/m2). 
El resto por defecto. Se aplica al círculo central (línea) 
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 Prescribed temperature. Deberá ser Fix: 1  y con un valor de 298. Se 
aplicará al círculo exterior (línea) 
 
o Results. Por defecto. 
Una vez se han entrado las propiedades del problema, se creará la malla. Para la 
resolución del problema, se comparará la solución calculada de diferentes mallas con la 
solución analítica. 
 
Figura 9. Mallas de 50, 10, 5 y 2,5 milímetros respectivamente. 
Una vez creada la malla, se ejecutará el precálculo para generar los archivos 
correspondientes. 
El archivo KratosOpenMP.py será el sript principal y el que vamos a modificar. Como 
interesa imprimir la temperatura de cada nodo según su distancia respecto el centro en 
un archivo de texto, se va a añadir el siguiente código dentro del script: 
outstring1 = "tempXY.txt" 
outputfile1 = open(outstring1, 'w') 
[…] 
    for node in model_part.Nodes: 
 R = (node.X*node.X+node.Y*node.Y)**0.5 
 T = node.GetSolutionStepValue(TEMPERATURE) 
        PrintOutputFile(outputfile1,node.X,node.Y,R,T) 
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5.1.3 Análisis de los resultados obtenidos 
 
En la figura 10 se pueden ver los resultados de la malla de 25 mm. 
 
Figura 10. Temperatura final, extraída del GiD. 
Para poder comparar los resultados de las diferentes mallas, se ha calculado el error 
con la siguiente ecuación: 
𝐸 =
 √∑(𝑇𝑐 − 𝑇𝑎)2
𝑛
         
Ecuación 2. Cálculo del error. 
Siendo 𝑇𝑐 la temperatura calculada mediante el modelo, 𝑇𝑎 la temperatura calculada de 
forma analítica y n será el número de nodos de cada malla. 
La tabla 1  relaciona el tamaño de malla con el error hallado. 
Tamaño malla (mm) Error 
1,0 0,000340 
2,5 0,000209 
5,0 0,000665 
10,0 0,005489 
50,0 0,026432 
 
Tabla 1. Relación tamaño malla con el error 
Como se puede observar, con menor tamaño de malla, baja el error. Menos en el caso 
de la malla más fina, la de 1 mm que aumenta respecto la de 2,5 mm. El gráfico 1 
muestra la evolución del error según la malla escogida. 
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Las conclusiones que se pueden sacar de este ejemplo son las siguientes: 
- El error disminuye a medida que bajamos el tamaño de la malla. Sin embargo, el 
comportamiento no es el deseado ya que en algunas partes no tiene una 
convergencia de orden cuadrático. Esto se podría explicar al hecho de que las 
mallas no tienen un tamaño uniforme o bien a que se usó un solver iterativo. 
 
 
Gráfico 1. Relación mallas de 1.0, 2.5, 5.0, 10.0, y 50.0 mm con el error. 
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5.2 SIMULACIÓN DE FLUIDOS CON  SUPERFICIE LIBRE 
 
 
En este experimento se tratará de verificar el buen funcionamiento de la parte de 
movimiento de fluidos en superficie libre, sin cambios de temperatura. 
Este problema será comparado con el documento [7], en el cual se usan y se comparan 
varios modelos numéricos aplicados a fluidos. 
 
5.2.1 Descripción del problema 
 
El experimento consta de una plataforma rectangular con una rampa de agua de 
densidad ρ =1000 kg/m3. La viscosidad se considera constante y de valor µ = 0 Pa·s y 
la aceleración por la gravedad será de g = -10,0 m/s2.  
La plataforma mide 0,8 m de ancho y 0,6 m de alto. El agua, en su posición inicial, en la 
izquierda tiene 0,4 m y en la derecha 0,2 m, como se puede observar en la figura 11. 
 
Figura 11. Configuración inicial del agua. Documento [7] 
 
La simulación tendrá un tiempo total de 5 segundos con el objetivo de comparar los 
resultados con el documento [7]. 
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5.2.2 Procedimiento a seguir para la resolución del problema 
 
Se introduce la geometría en el GiD [4], como se puede observar en la figura 12. 
 
Figura 12. Geometría extraída de GiD 
Declarando fluid_ulf como problemtype, se empezará a aplicar las condiciones de la 
rampa de agua.  
A continuación, se deben definir las características del modelo. 
- Propiedades 
Se asigna a la superficie una (DENSITY) de 1000 kg/m3 y una (VISCOSITY) de 0 
Pa·s. 
- Condiciones de contorno (NODAL VALUES) 
Todas las líneas creadas en la geometría se deben asignar como IS_BOUNDARY, 
mientras que IS_STRUCTURE lo serán todas menos la que conforma línea 
superior de agua. 
 
Figura 13. A la izquierda IS_BOUNDARY y la derecha IS_STRUCTURE 
Las líneas exteriores se les asignará una desplazamiento (DISPLACEMENT) fijo  
en X, Y y en Z de 0. 
- Condiciones de contorno (ELEMENTS) 
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Se asigna como elemento a la superficie UpdatedLagrangianFluid2D 
- Estrategia de solución 
Se define un tiempo total de 5s, con un paso de 0,025s, aunque el solver usado 
calculará si necesita un paso de tiempo más pequeño. 
Seguidamente se genera la malla del elemento. Se trata de una malla no estructurada 
triangular, compuesta de 31 124 nodos y 61 104 elementos. 
 
Figura 14. Malla de la geometría. 
Ahora se realiza el cálculo con GiD, para que crea los archivos necesarios. El archivo 
.mdpa será el que definirá la geometría y las propiedades del elemento. 
Se prosigue utilizando el script fluid2temps.py (AP.3), que se ejecutará para que haga 
el cálculo correspondiente. El script creará un conjunto de archivos .bin con el que se 
podrá ver la evolución de la geometría en GiD. 
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5.2.3 Análisis de los resultados obtenidos 
 
Para poder comparar los resultados, el primer paso será representar las figuras en 
ciertos tiempos como los que se presentan en el documento [7], que se pueden extraer 
mediante GID [4] de los resultados. En la figura 15 se observa que la forma de la 
superficie libre son bastantes similares. 
Con los datos obtenidos de la posición de la altura de agua en las banda derecha e 
izquierda, se grafica (Figura 16) y se compara con los resultados del documento [7] 
(Figura 17). Estos gráficos presentan la misma frecuencia y misma amplitud. 
 
Figura 15. Representación de los resultados obtenidos en los tiempos  
0.55, 1.15, 1.70, 2.30, 2.75, 3.35, 5.00 segundos. Las tres primeras 
columnas pertenecen al documento 7. La columna de la derecha son 
los resultados extraídos. 
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Figura 16. Gráficas extraídas de los resultados 
 
 
Figura 17. Gráficas extraídas del documento [8] 
Como se observa, los resultados son bastante parecidos, siendo el pico de nuestro 
cálculo en el segundo 1,1 con 0,47 metros de altura, mientras que en el documento [7] 
el pico es de entre 0,50 y 0,45 metros. 
En el lado derecho, aproximadamente cada pico es un poco más grande que el anterior 
menos el último. 
El objetivo de esta validación era comprobar que el script pudiese solucionar de forma 
efectiva el problema de dinámica de fluidos. Se ha comparado los resultados con otros 
modelos numéricos y los resultados son satisfactorios, por lo tanto, en la siguiente 
validación se podrá acoplar el problema térmico. 
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5.3 POLIMERO SUJETO A FLUJO DE CALOR (1) “PD702N” 
 
En este problema se usará el script con el acoplamiento del problema térmico hecho. 
Se tratará de validar los resultados que se extraigan con los del documento [9].  
Se usará un flujo de calor no constante, a diferencia de los modelos utilizados hasta 
ahora.  
 
5.3.1 Descripción del problema 
 
El experimento consta de una probeta de material termoplástico con midas de 10 cm x 
2,5 cm y con una bandeja de recogida debajo. Los parámetros constantes de la probeta 
serán los siguientes: 
- Densidad: 900 kg/m3 
- Thermal conductivity: 0,25 W/m·K 
- Specific heat: 2400 J/kg·K 
- Emissivity: 1.0 – 
- Convective heat transfer coefficient: 8 W/m2·k 
La viscosidad será dependiente de la temperatura, con la ecuación 3.  
𝑠𝑖 𝑇𝑐 = 𝑇 (𝐾) − 273            con       𝜇 = 𝜇∗/900 
𝑠𝑖 𝑇𝑐 ≤ 25           𝜇∗ = 1 000 000 
𝑠𝑖 𝑇𝑐 > 25  𝑦 𝑇𝑐 ≤ 200         
𝜇∗ = 1 000 000 · (
200 − 𝑇𝑐
175
) + 10𝑦 
𝑑𝑜𝑛𝑑𝑒  𝑦 = 14,48 − 0,13858 · 200 + 5,5960 · 10−4
· 2002 − 7,8665 · 10−7 · 2003 
𝑠𝑖 𝑇𝑐 > 200  𝑦 𝑇𝑐 ≤ 350         
𝜇∗ = 10𝑦 
𝑑𝑜𝑛𝑑𝑒  𝑦 = 14,48 − 0,13858 · 𝑇𝑐 + 5,5960 · 10−4 · 𝑇𝑐2
− 7,8665 · 10−7 · 𝑇𝑐3 
𝑠𝑖 𝑇𝑐 > 350  𝑦 𝑇𝑐 ≤ 425         
𝜇∗ = 10𝑦 
𝑑𝑜𝑛𝑑𝑒  𝑦 = 53,19 − 0,2542 · 𝑇𝑐 + 2,9879 · 10−4 · 𝑇𝑐2 
𝑠𝑖 𝑇𝑐 > 425          
𝜇∗ = 10𝑦 
𝑑𝑜𝑛𝑑𝑒  𝑦 = 53,19 − 0,2542 · 425 + 2,9879 · 10−4 · 4252 
 
Ecuación 3. Viscosidad (𝝁 ) dependiendo de la temperatura. 
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Tendrá un flujo de calor constante en la cara izquierda de  20 kW/m2.  La simulación 
tendrá un tiempo total de 1 400 segundos, con una salida de resultados cada 2,5 
segundos. 
 
5.3.2 Procedimiento seguido para la resolución del problema 
 
Se introduce la geometría en el GID como se puede observar en la figura 18. 
 
Figura 18. Geometría en GiD 
Una vez declarado fluid_ulf como problema type, se podrá empezar a aplicar las 
condiciones. 
A continuación, se deben definir las características del modelo. 
- Condiciones de contorno (NODAL VALUES) 
Todas las líneas creadas en la geometría se deben asignar como IS_BOUNDARY, 
mientras que IS_STRUCTURE y DISPLACEMENT fijo en X, Y y Z en 0 lo serán todas 
menos la que conforma la línea izquierda de la probeta. La figura 19 representa estas 
condiciones. 
- Condiciones de contorno (ELEMENTS) 
Asignaremos como elemento a la superficie UpdatedLagrangianFluid2D 
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- Estrategia de solución 
Se define un tiempo total de simulación de 1 400 segundos, con un paso de tiempo 
variable que evita que se invierta un elemento. 
 
Figura 19. A la izquierda IS_BOUNDARY y la derecha IS_STRUCTURE y DISPLACEMENT igual a 0 
 
Seguidamente generaremos el mallado del 
elemento. Se trata de una malla no estructurada 
triangular, compuesta de 1 718 nodos y 2 874 
elementos, como se puede observar en la figura 
20. 
 
Ahora realizaremos el cálculo con el GiD, para 
que crear los archivos necesarios. El archivo 
.mdpa será el que definirá la geometría y las 
propiedades del elemento. 
 
Archivos que añadiremos: 
- NistParameters.py 
Se definirá el flujo de calor con la función 
DefineFaceHeatFlux de 20 kW/m2 para 
todos los nodos IS_FREE_SURFACE que 
estén por encima de un límite de Y. 
 
 
Figura 20. Malla del ejemplo. 
 
def DefineFaceHeatFlux(model_part,time): 
  
    for node in model_part.Nodes: 
        node.SetSolutionStepValue(FACE_HEAT_FLUX,0,0) 
        if(node.GetSolutionStepValue(IS_FREE_SURFACE)==1.0 and 
node.Y>=-0.05): 
        node.SetSolutionStepValue(FACE_HEAT_FLUX,0,20000.0) 
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Se definirá la función CalculateViscosity en la que, con la ayuda de la función 
AuxFunction(T), a partir de la temperatura de los nodos se les asigna la 
viscosidad según la ecuación 3. También estarán dos funciones para calcular la 
masa de la probeta y la masa total (probeta más panel de recogida). 
def CalculateViscosity(model_part): 
    for node in model_part.Nodes: 
        rho = node.GetSolutionStepValue(DENSITY) 
        T = node.GetSolutionStepValue(TEMPERATURE) 
        mu = AuxFunction(T)/900.0 
        node.SetSolutionStepValue(VISCOSITY,0,mu) 
 
def AuxFunction(T): 
 
    Tc = T - 273.0 
    e=0.0 
    mu=0.0 
 
    if( Tc <= 25): 
        mu = 1e6 
 
    if (Tc > 25.0 and  Tc <= 200.0): 
        e=14.48 - 0.13858*200.0 + 5.5960e-4*200.0*200.0 - 7.8665e-7 
* 200.0 * 200.0 * 200.0 
        mu = 1e6*(200.0-Tc)/175 + pow(10,e) 
 
    if(Tc > 200.0 and Tc <= 350.0): 
        e=14.48 - 0.13858*Tc + 5.5960e-4*Tc*Tc - 7.8665e-7*Tc*Tc*Tc 
        mu = pow(10,e) 
 
    if(Tc > 350.0 and Tc < 425.0): 
        e=53.19 - 0.2542*Tc + 2.9879e-4*Tc*Tc 
        mu = pow(10,e) 
 
    if (Tc >= 425.0): 
        e=53.19 - 0.2542*425.0 + 2.9879e-4*425.0*425.0 
        mu = pow(10,e) 
 
    return mu 
 
También destacar que se añade otra función Mass que calculará el área que 
ocupa la suma de los elementos restantes en las probetas. Desde el script.py se 
imprimirán los resultados en formato .txt. Esta función estará presente en el resto 
de validaciones. 
def Mass(nodes): 
    sum_mass=0.0   
    for node in nodes: 
        if( node.Y>-0.005): 
     area = node.GetSolutionStepValue(NODAL_AREA) 
     sum_mass= sum_mass + area 
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    return sum_mass 
 
- ProjectParameters.py 
Se dejará el que salé del precálculo 
- fluid_ulf_var.py 
Se copiará el que está definido en el AP.1. Se pondrá un max_time de 1 400 
(segundos) y un Dt de 0,01 
Proseguiremos utilizando sricpt.py, (AP.4) que ejecutaremos para que nos haga el 
cálculo correspondiente. Nos creará archivos .bin con el que podremos ver la evolución 
de la geometría en GiD. 
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5.3.3 Análisis de los resultados obtenidos 
 
El primer paso será comprobar que las condiciones iniciales se estén cumpliendo. Es 
por esto que en el primer paso de tiempo que GID imprime, se comprueba si la 
temperatura es uniforme y de valor 298K (25ºC), si la viscosidad tiene el valor que le 
correspondería por ese valor de la temperatura (con 298K debería ser de 1111,9 Pa·s) 
y si el flujo de calor se está aplicando a la cara izquierda de manera uniforme. Está 
representado en la figura 21. 
 
Figura 21. Representación de la temperatura, viscosidad y flujo de calor en el estado inicial. 
La probeta va cogiendo temperatura hasta que, a una temperatura de 500 K, la 
viscosidad se vuelve constante y muy próxima a cero. Pero no es hasta que la parte 
superficial de la probeta llega a unos 600 K que la probeta no empieza a deshacerse 
por la parte izquierda como se puede ver a la figura 22. 
 
 
Figura 22. Evolución masa de la probeta en el tiempo. Izquierda propio, derecha documento [9] 
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Cuando el problema va por el paso de tiempo 280 (segundos) es cuando se separa el 
primer elemento de la malla principal, que recoge la cubeta inferior. En la figura 23 se 
representa la simulación de la probeta en diferentes tiempos. 
Las conclusiones que se pueden sacar de este ejemplo son las siguientes: 
- La pérdida de masa del polímero presenta el mismo comportamiento del ejemplo 
del documento [9]. 
 
- La función de la viscosidad ha actuado correctamente, ofreciendo el 
comportamiento esperado. 
 
Figura 23. Temperatura (K) en los tiempos 100, 200, 300, 400, 500, 600, 800, 1000, 1200 segundos. 
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5.4 POLIMERO SUJETO A FLUJO DE CALOR (2) “PD702N”  
 
En este experimento se intentará comprobar la influencia de la densidad de las mallas 
en el tiempo de goteo de las probetas. También se comprobará si por estas probetas la 
gasificación tiene algún efecto. 
 
5.4.1 Descripción del problema 
 
Para esta validación, se cogerá el ejemplo utilizado en el apartado anterior y se simulará 
con diferentes densidades de malla para comprobar la afectación en el tiempo  de goteo 
del material. 
Se usará la ecuación 3 (apartado 5.3.1) para determinar la viscosidad, se simulará con 
un tiempo total de 1400 segundos y se aumentará respecto el ejemplo anterior el flujo 
de calor a 30 kW/m2. 
En cada malla se correrán dos ejemplos, uno con gasificación y el otro sin, para 
comparar los resultados. 
 
5.4.2 Procedimiento seguido para la resolución del problema 
 
Se cogerá el trabajo anterior y se crearán diferentes archivos con mallas de diferente 
tamaño. A continuación se detallan las diferentes mallas con los nodos y elementos que 
las engloban. 
- Tamaño de 100 mm entre nodos. Total de 52 nodos y 27 elementos. 
- Tamaño de 50 mm entre nodos. Total de 197 nodos y 567 elementos. 
- Tamaño de 25 mm entre nodos. Total de 591 nodos y 886 elementos. 
- Tamaño de 14 mm entre nodos. Total de 1718 nodos y 2874 elementos. 
- Tamaño de 10 mm entre nodos. Total de 3263 nodos y 5742 elementos. 
En la figura 24 se pueden ver representadas las diferentes mallas 
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Figura 24. Representación de las diferentes mallas. 
Ahora se realizará el cálculo con el GiD, para que crear los archivos necesarios. El 
archivo .mdpa será el que nos definirá la geometría y las propiedades del elemento. 
Archivos que se añadirán: 
- NistParameters.py 
Se define el flujo de calor con la función DefineFaceHeatFlux de 30 kW/m2 para 
todos los nodos IS_FREE_SURFACE que estén por encima de un límite de Y. 
def DefineFaceHeatFlux(model_part,time): 
  
    for node in model_part.Nodes: 
        node.SetSolutionStepValue(FACE_HEAT_FLUX,0,0) 
        if(node.GetSolutionStepValue(IS_FREE_SURFACE)==1.0 and 
node.Y>=-0.05): 
        node.SetSolutionStepValue(FACE_HEAT_FLUX,0,30000.0) 
Se define la función CalculateViscosity en la que con la ayuda de la función 
AuxFunction(T), a partir de la temperatura de los nodos se les asigna la 
viscosidad según la ecuación 3. También estarán dos funciones para calcular la 
masa de la probeta y la masa total (probeta más panel de recogida). 
def CalculateViscosity(model_part): 
    for node in model_part.Nodes: 
        rho = node.GetSolutionStepValue(DENSITY) 
        T = node.GetSolutionStepValue(TEMPERATURE) 
        mu = AuxFunction(T)/900.0 
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        node.SetSolutionStepValue(VISCOSITY,0,mu) 
 
def AuxFunction(T): 
 
    Tc = T - 273.0 
    e=0.0 
    mu=0.0 
 
    if( Tc <= 25): 
        mu = 1e6 
 
    if (Tc > 25.0 and  Tc <= 200.0): 
        e=14.48 - 0.13858*200.0 + 5.5960e-4*200.0*200.0 - 7.8665e-7 
* 200.0 * 200.0 * 200.0 
        mu = 1e6*(200.0-Tc)/175 + pow(10,e) 
 
    if(Tc > 200.0 and Tc <= 350.0): 
        e=14.48 - 0.13858*Tc + 5.5960e-4*Tc*Tc - 7.8665e-7*Tc*Tc*Tc 
        mu = pow(10,e) 
 
    if(Tc > 350.0 and Tc < 425.0): 
        e=53.19 - 0.2542*Tc + 2.9879e-4*Tc*Tc 
        mu = pow(10,e) 
 
    if (Tc >= 425.0): 
        e=53.19 - 0.2542*425.0 + 2.9879e-4*425.0*425.0 
        mu = pow(10,e) 
 
    return mu 
 
- ProjectParameters.py 
Se dejará el que sale del precálculo 
- fluid_ulf_var.py 
Se copiará el que está definido en el AP.1. Se pondrá un max_time de 1 400 
(segundos) y un Dt de 0,01 
En este ejemplo se correrá con el scriptarrhenius.py, preparado para trabajar con o sin 
gasificación.  
Se ejecutará el script para que nos haga el cálculo correspondiente. Nos creará archivos 
.bin con el que se podrá ver la evolución de la geometría en GiD. 
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5.4.3 Análisis de los resultados obtenidos 
 
En primer lugar se comprobará si la gasificación interviene en este problema. Se 
cogerán las dos mallas de 10 mm, una con gasificación y la otra sin, y se van a comparar 
los resultados. 
En primer lugar, se quiere remarcar que la malla de 10 mm tenía tiempos de ejecución 
demasiados elevados, aparte de que en un cierto valor se cortaba. Se consiguió que 
corriera hasta los 475 segundos. La malla de 14 mm se cortó a los 1375 segundos, 
suficiente para poder hacer comparaciones. 
Como se puede ver en el gráfico 2, no se observa ninguna diferencia remarcable entre 
los dos cálculos. Eso es debido a que es la temperatura en la cual la probeta se empieza 
a derretir es en la que empieza a actuar la gasificación, por lo que no tiene tiempo 
suficiente de actuar.  
 
Gráfico 2. Comparación de la pérdida de masa para malla de 10 mm con y sin gasificación. 
 
Para hacer la comparación de la pérdida de masa de las probetas, se ha imprimido la 
masa restante de la probeta cada 5 segundos. El gráfico 3 muestra la evolución en las 
diferentes mallas que se han corrido. 
 
El cálculo con el resto de mallas se ejecutó bien. Cabe destacar que la malla de 50 mm 
tardó poco más de 5 horas, la malla de 25 mm tardó 24 horas, mientras que la malla de 
14 mm tardó más de 98 horas. 
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También cabe destacar el momento en que las probetas empiezan a derretirse según el 
tamaño de malla. La malla de 50 mm empieza a los 275 segundos, la malla de 25 mm 
a los 205 segundos, la malla de 14 mm a los 185 segundos y la malla de 10 mm a los 
160 segundos. 
 
Gráfico 3. Representación de la pérdida de masa para diferentes mallas. 
Si se representa la probeta con las diferentes mallas, por ejemplo, en los 400 segundos 
(como se puede observar en la figura 25), se puede observar bien el efecto de usar una 
  
Figura 25. Representación de la probeta en el segundo 400 para mallas de tamaño 10, 14, 25 y 50 
mm respectivamente. 
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malla u otra. Para las más finas se observa la mayor proporción de masa perdida 
respecto a la malla de 50 mm. 
También se quiere destacar que, cuando mayor es el elemento de la malla, más 
temperatura coge antes de derretirse, una de las razones por las cuales explica por qué 
gotean antes las mallas más finas.  
Las conclusiones que se pueden llegar son las siguientes: 
- Para los parámetros que configuran la probeta, la gasificación casi no influye en el 
resultado final. 
 
- La gasificación podría ser representativa si el estudio se centrase en la masa 
derretida que se recoge en la bandeja. 
 
- El tamaño de la malla influye en el tiempo inicial en que la probeta empieza a gotear, 
variando de los 275 segundos para una malla de 50 mm a los 160 segundos para 
una mala de 10 mm. 
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5.5 SIMULACIÓN DEL UL94 TEST 
 
En este problema se compararán resultados con y sin gasificación. Para desarrollarlo 
se usarán los datos que se encuentran en el documento [8]. 
La diferencia con los otros problemas que se han visto hasta ahora es la utilización de 
un flujo de calor no constante. 
5.5.1 Descripción del problema 
 
El experimento consta de una probeta PC/ABS de (125 x 13 x 1,5) mm sometida a un 
flujo de calor similar al que provocaría una llama. En la figura 26 se puede observar 
cómo estará distribuido ese flujo, que se representa en la ecuación 4. 
 
Figura 26. Configuración de la probeta con el flujo de calor (kW/m2) 
 
𝑞(𝑥) =
(125 − 𝑥)𝑛
125𝑛
· max 𝑄  
Ecuación 4. 
En la ecuación 4 el valor de max Q va a ser de 150 kW/m2 y n va a ser 2. El valor n 
marca el descenso de la curva. Cuando más alto sea el valor, el flujo tendrá un valor 
más pequeño y próximo a cero. El gráfico 4 hay representados varios valores de n. En 
este trabajo se utilizarán valores de n igual a 11 para tiempos iniciales y n igual a 2 para 
el resto. 
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La simulación tendrá un tiempo total de 60 segundos con el objetivo de comparar los 
resultados con el documento [8]. 
 
Gráfico 4. Representación de la ecuación 4 para diferentes valores de n 
Los parámetros que definen a las probetas en general son los siguientes: 
- Densidad: 1130 kg/m3 
- Thermal conductivity: 0,35 W/m·K 
- Specific heat: 1740 J/kg·K 
- Arrhenius coefficient: 1,4·1010 s-1 
- Activation energy: 185 kJ/mol 
En el documento [8] no se facilitan directamente las curvas de viscosidad, pero si se 
presenta un gráfico de donde se han extraído para desarrollar el problema (figura 27). 
 
Figura 27. Gráfico de viscosidades extraído del documento [8] 
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La ecuación de la viscosidad respecto la temperatura será la siguiente: 
Probeta 1 (PC/ABS+BDP) 
Si  250 < 𝑇 ≤ 494 
Si  494 < 𝑇 ≤ 690,004 
Si  690,004 < 𝑇  
 
𝜇∗ =  −0,05145 · 𝑇 + 29,2913 
𝜇∗ =  −0,01977 · 𝑇 + 13,64138 
𝜇∗ =  0 
Probeta 2 (PC/ABS+BDP) 
Si  250 < 𝑇 ≤ 650 
Si  650 < 𝑇 
 
𝜇∗ =  −0,02 · 𝑇 + 13,00 
𝜇∗ =  0 
Probeta 3 (PC/ABS+PTFE) 
Si  250 < 𝑇 ≤ 498 
Si  498 < 𝑇 ≤ 750 
Si  750 < 𝑇  
 
𝜇∗ =  −0,0375855 · 𝑇 + 22,7668 
𝜇∗ =  −0,0029642 · 𝑇 + 5.525405 
𝜇∗ =  0 
Probeta 4 (PC/ABS+BDP+PTFE) 
Si  250 < 𝑇 1923,79 
Si  1923,79 < 𝑇 
 
𝜇∗ =  −0,0029642 · 𝑇 + 5,525405 
𝜇∗ =  0 
Para todas las probetas 𝜇 = 10𝜈
∗
1130⁄   𝑃𝑎 · 𝑠 
Ecuación 5. Viscosidad de las probetas según temperatura en K 
En este problema se ha trabajado con las probetas 2 y 3, aunque se haya preparado 
para trabajar con cualquiera de las 4. 
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5.5.2 Procedimiento a seguir para la resolución del problema 
 
Se introduce la geometría en el GID como se puede observar en la figura 27. 
 
Figura 28. Geometría y malla 
 
 
Figura 29. A la izquierda IS_BOUNDARY y la derecha 
IS_STRUCTURE y DISPLACEMENT igual a 0 
 
Se declara fluid_ulf como problema type, y se empezarán a aplicar las condiciones. 
A continuación, se deben definir las características del modelo. 
- Condiciones de contorno (NODAL VALUES) 
Todas las líneas creadas en la geometría se deben asignar como IS_BOUNDARY, 
mientras que IS_STRUCTURE y DISPLACEMENT fijo en X, Y y Z en 0 lo serán todas 
menos la que conforma la línea izquierda de la probeta. La figura 29 representa estas 
condiciones. 
- Condiciones de contorno (ELEMENTS) 
Se asignará como elemento a la superficie UpdatedLagrangianFluid2D 
- Estrategia de solución 
Se define un tiempo total de 60s, con un paso de tiempo variable que evita que se 
invierta un elemento. 
Seguidamente se generará el mallado del elemento. Se trata de una malla no 
estructurada triangular, compuesta de 1 208 nodos y 1 778 elementos, como se puede 
observar en la figura 30. 
 
 
  
-  56  - 
 
Ahora realizaremos el cálculo con el GiD, 
para que crear los archivos necesarios. El 
archivo .mdpa será el que nos definirá la 
geometría y las propiedades del 
elemento. 
 
Archivos que añadiremos: 
 
- NistParameters.py 
Se definirá el flujo de calor con la 
función    DefineFaceHeatFlux     de  
 
Figura 30. Malla del elemento. 
150 kW/m2  como máximo para todos los nodos IS_FREE_SURFACE que estén 
por encima de un límite de Y. Tendrá dos partes, para tiempos inferiores a 10, el 
valor de n de la ecuación 4 será de 11, mientras que en tiempos superiores será 
de 2. Si algún nodo baja a coordenadas Y negativas, tendrá un flujo constante 
máximo de 150 kW/m2. Tiene un límite de aplicación por los nodos que goteen y 
caigan a la bandeja no continúen teniendo un flujo. 
def DefineFaceHeatFlux(model_part,time): 
 
 limite=-0.005 
 if (time<10): 
     for node in model_part.Nodes: 
        node.SetSolutionStepValue(FACE_HEAT_FLUX,0,0) 
            phi=((0.125)-node.Y)**11/(0.125)**11 
             if(node.GetSolutionStepValue(IS_FREE_SURFACE)==1.0 and 
node.Y>=0): 
                 temp=150000*phi 
                 node.SetSolutionStepValue(FACE_HEAT_FLUX,0,temp)  
               if(node.GetSolutionStepValue(IS_FREE_SURFACE)==1.0 
and node.Y<0 and node.Y>-0.05): 
                 temp=150000 
                 node.SetSolutionStepValue(FACE_HEAT_FLUX,0,temp)  
 
 if (time>10): 
     for node in model_part.Nodes: 
        node.SetSolutionStepValue(FACE_HEAT_FLUX,0,0) 
            phi=((0.125)-node.Y)**2/(0.125)**2 
             if(node.GetSolutionStepValue(IS_FREE_SURFACE)==1.0 and 
node.Y>=0): 
                 temp=150000*phi 
                 node.SetSolutionStepValue(FACE_HEAT_FLUX,0,temp)  
               if(node.GetSolutionStepValue(IS_FREE_SURFACE)==1.0 
and node.Y<0 and node.Y>-0.05): 
                 temp=150000 
                 node.SetSolutionStepValue(FACE_HEAT_FLUX,0,temp) 
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Se definirá la función CalculateViscosity en la que, con la ayuda de la función 
AuxFunction(T), a partir de la temperatura de los nodos se les asigna la 
viscosidad según la ecuación 5 Como se ha visto anteriormente, en este 
problema se podrá escoger 4 tipologías de material, aunque en este trabajo solo 
se trabajará con las tipologías PC/ABS +BDP (probeta2) y con la PC/ABS +PTFE 
(probeta3). También estarán dos funciones para calcular la masa de la probeta 
y la masa total (probeta más panel de recogida). 
def CalculateViscosity(model_part): 
    for node in model_part.Nodes: 
        rho = node.GetSolutionStepValue(DENSITY) 
        T = node.GetSolutionStepValue(TEMPERATURE) 
        mu = AuxFunction(T)/900.0 
        node.SetSolutionStepValue(VISCOSITY,0,mu) 
 
#definir probeta (PC/ABS=1) (PC/ABS+BDP=2) (PC/ABS+PTFE=3) 
(PC/ABS+BDP+PTFE=4) 
probeta = 2 
 
if (probeta==1): 
#PC/ABS 
    def AuxFunction(T): 
 
        if (T>250 and T<=494): 
            nu=-0.05145*T+29.2913 
        if (T>494 and T<=690.004): 
            nu=-0.01977*T+13.64138 
        else: 
            nu=0 
 
        mu=10**nu/1130 
 
        return mu 
 
if (probeta==2): 
#PC/ABS+BDP 
    def AuxFunction(T): 
 
        if (T>250 and T<=650): 
            nu=-0.02*T+13 
        else: 
            nu=0 
        mu=10**nu/1130 
 
        return mu 
 
if (probeta==3): 
#PC/ABS+PTFE 
    def AuxFunction(T): 
 
        if (T>250 and T<=498): 
            nu=-0.0375855*T+22.7668 
        if (T>498 and T<=750): 
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            nu=-0.0029642*T+5.525405 
        if (T>750): 
            nu=3.302255 
 
        mu=10**nu/1130 
 
        return mu 
 
if (probeta==4): 
#PC/ABS+BDP+PTFE 
    def AuxFunction(T): 
 
        if (T>250 and T<=1923.79): 
            nu=-0.0029642*T+5.525405 
        else: 
            nu=0 
 
        mu=10**nu/1130 
 
        return mu 
 
    return mu 
 
- ProjectParameters.py 
Se dejará el que salé del precálculo 
- fluid_ulf_var.py 
Se copiará el que está definido en el AP.1. Se pondrá un max_time de 60 
(segundos) y un Dt de 0,005 
En este ejemplo se correrá con el scriptarrhenius.py (AP.5), preparado para trabajar con 
o sin gasificación.  
Se ejecutará el script para que haga el cálculo correspondiente. Nos creará archivos .bin 
con el que se podrá ver la evolución de la geometría en GiD.  
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5.5.3 Análisis de los resultados obtenidos 
 
La figura 30 muestra el flujo de calor entre 
el intervalo de 0 a 10 segundos y a partir 
de los 10 segundos. Como se puede 
observar, el flujo primero solo actúa de 
forma concentrada en la parte de debajo 
de la probeta, mientras que a partir de los 
10 segundos actúa de forma notable en 
su altura. 
 
Para el desarrollo de esta resolución, 
primero se trabajará con los resultados 
de la probeta 2 seguido de los resultados 
de la probeta 3. 
 
 
Figura 31. Representación flujo de calor en los 
tiempos 0 y 10 segundos, en W/m2. 
 
5.5.3.1 Resultados PC/ABS+BDP (probeta 2) 
 
Como se puede observar en la figura 32, la probeta 2 tiene goteo de su masa al 
calentarse a suficiente temperatura. Según la ecuación 5, a partir de los 650 K la 
viscosidad el material termoplástico se vuelve nula. 
 
Figura 32. Sin gasificación y con gasificación. Tiempos de 15, 30, 45 y 60 segundos. 
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Se puede observar diferencias entre la probeta corrida con gasificación y la que se ha 
corrido sin. Principalmente, con gasificación tiende a perder anchura en la parte media. 
Para una mejor comparación se hará el gráfico 5 donde se representa el % de la masa 
restante respecto el tiempo. 
 
Gráfico 5. Representación de pérdida de masa en la probeta 2 PC/ABS+BDP 
Como se puede observar, en los primeros 60 segundos no se puede afirmar que, 
respecto la pérdida de masa por gasificación, haya diferencias notables.  
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5.5.3.2 Resultados PC/ABS+PTFE (probeta 3) 
 
En la figura 33 se representa la evolución de la probeta 3 sin y con gasificación. Como 
se puede observar, es la probeta 3 hay diferencias notables. Con gasificación la probeta, 
al coger calor y al no derretirse, pierde masa. 
 
Figura 33. Sin gasificación y con gasificación. Tiempos de 15, 30, 45 y 60 segundos. 
 
En el gráfico 6 se comprueba la pérdida de masa respecto la inicial. Mientras que la 
probeta sin gasificación no pierde masa, ya que tampoco se derrite, la probeta con 
gasificación pierde masa sin derretirse, estrechando su anchura. 
 
Gráfico 6. Representación de pérdida de masa en la probeta 3 PC/ABS+PTFE 
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5.5.3.3 Comparación de los resultados. 
 
Se han comparado los resultados obtenidos con los que figuran en el documento [8]. 
En la figura 34 se observa la comparación del problema sin gasificación. La probeta 2 
muestra un resultado similar, pero como se observa, la probeta del documento [8] está 
en un estado más avanzado de derretimiento. Posiblemente esto se debe a que en el 
documento [8] no se especifica la n inicial utilizada. Cuando se incluye la gasificación, 
los resultados son más parecidos, como se ve en la figura 35. 
En el caso de la probeta 3, los resultados son muy parecidos en las dos modalidades 
del cálculo. 
 
Figura 34. Comparación sin gasificación, 
izquierda probeta 2, derecha probeta 3. Tiempo 
de 60 segundos. 
 
Figura 35. Comparación con gasificación, 
izquierda probeta 2, derecha probeta 3. Tiempo 
de 60 segundos. 
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6. CONCLUSIONES GENERALES Y 
FUTURAS LÍNEAS DE INVESTIGACIÓN 
 
 
En este capítulo del trabajo se presentan las conclusiones generales a las cuales se ha 
llegado durante el trabajo. Seguidamente, se comentan diferentes líneas de 
investigación. 
 
6.1 CONCSLUSIONES 
 
Los polímeros son materiales muy abundantes en la vida cotidiana, como se ha 
presentado en este trabajo. Estos materiales, frente al fuego, tienden a derretirse, a 
gotear y a formar charcos. El estudio de su comportamiento frente a éste es esencial 
para la seguridad de las personas. Sin embargo, muchas veces el elevado costo del 
estudio experimental de los mismos, hace que la simulación numérica sea la única 
opción viable para conocer su comportamiento en incendios. 
El objetivo principal de este trabajo era el desarrollo de un script con que se pudiera 
trabajar con problemas que involucrarán movimiento de fluidos con cambios de 
temperatura provocados por flujos de calor. Dentro del flujo de calor, otro objetivo era 
que ése no fuera constante ya que, siendo variable, simularía mejor la acción de una 
llama. 
El modelo numérico con el cual se ha trabajado es el método de elementos finitos de 
partículas (PFEM), una técnica potente para modelar y analizar los problemas en los 
cuales intervienen fluidos y sólidos, para resolver la fusión y el goteo de materiales. 
Una vez creado el script se ha validado con un problema térmico y con un problema de 
movimiento de superficie libre aparte. Como los resultados han sido satisfactorios, se 
ha proseguido a validar el correcto acoplamiento de las dos partes. 
En los siguientes problemas, se ha validado el correcto funcionamiento del 
acoplamiento, imponiendo flujos de calor constantes y variables. Los resultados se han 
comparado con datos experimentales de documentos expuestos en la bibliografía. Estos 
datos, algunas veces eran poco precisos, dificultando su correcta comparación. 
La realización de este trabajo me ha introducido en el mundo de los métodos numéricos 
y de la programación por ordenador, aspectos que en la carrera de “Enginyeria d’Obres 
Públiques” cuasi no se impierten.  
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6.2 FUTURAS LÍNEAS DE INVESTIGACIÓN 
 
De la presente tesina se desprenden las siguientes consideraciones: 
- Modelización del movimiento del aire. Además, deberían incluirse tanto un modelo 
de combustión como así también resolverse la ecuación de radiación. 
 
- Análisis de las diferentes posibilidades para resolver las ecuaciones del aire 
incluyendo combustión y radiación. 
 
- Estudio de la conservación de la masa que se deposita en la bandeja de recogida 
de las probetas en el UL94 test.  
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APÉNDICE 
AP.1 fluid_ulf_var.py 
from __future__ import print_function, absolute_import, division 
#makes KratosMultiphysics backward compatible with python 2.6 and 
2.7 
domain_size = 2 
 
FSI = 0.00000e+00 
compute_reactions = 1.00000e+00 
Dt = 1.00000e-02 
max_time = 1400.00000e+00 
output_step = 1.00000e-01 
alpha_shape = 1.60000e+00 
erase_nodes = 1.00000e+00 
adaptive_refinement = 1.00000e+00 
delete_nodes_close_to_wall = 1.00000e+00 
bulk_modulus = -1.00000e+03 
density = 1.00000e+03 
bounding_box_corner1_x = -0.07 
bounding_box_corner1_y = -0.07 
bounding_box_corner1_z = -10.00000e+01 
bounding_box_corner2_x = 0.095 
bounding_box_corner2_y = 0.1 
bounding_box_corner2_z = 10.00000e+01 
lagrangian_nodes_inlet = 0.00000e+00 
SolverType = "Quasi_Inc_Constant_Pressure" 
# Declare Python Variables 
 
 
problem_name = '<nombre_problema>' 
#poner la ruta donde se encuentra el problema 
problem_path = 
'/home/paolo/Kratos_Newest/applications/ULFapplication/test_exemple
s/<nombre_problema>.gid' 
kratos_path = '/home/paolo/Kratos_Newest' 
 
AP.2 OpenKratosMP.py 
from __future__ import print_function, absolute_import, division 
#makes KratosMultiphysics backward compatible with python 2.6 and 
2.7 
# 
# 
import ProjectParameters 
import define_output 
# 
# 
# setting the domain size for the problem to be solved 
domain_size = ProjectParameters.domain_size 
# 
# 
import sys 
sys.path.append(ProjectParameters.kratos_path) 
from KratosMultiphysics import * 
from KratosMultiphysics.ConvectionDiffusionApplication import * 
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from KratosMultiphysics.MeshingApplication import * 
#from KratosMultiphysics.ExternalSolversApplication import * 
 
# defining a model part for the fluid 
model_part = ModelPart("FluidPart");   
 
# 
# 
# importing the solvers needed 
if(ProjectParameters.Linear==True): 
    SolverSettings = ProjectParameters.SolverSettings1 
else: 
    SolverSettings = ProjectParameters.SolverSettings2 
 
solver_module = import_solver(SolverSettings) 
# 
# 
# importing variables 
solver_module.AddVariables(model_part, SolverSettings) 
 
#introducing input file name 
input_file_name = ProjectParameters.problem_name 
 
 
# reading the fluid part 
model_part_io_fluid = ModelPartIO(input_file_name) 
model_part_io_fluid.ReadModelPart(model_part) 
 
# setting up the buffer size: SHOULD BE DONE AFTER READING!!! 
model_part.SetBufferSize(3) 
 
 
#define dofs to be stored 
solver_module.AddDofs(model_part,SolverSettings) 
# 
# 
# Creating the fluid solver 
conv_diff_solver = solver_module.CreateSolver( model_part, 
SolverSettings) 
conv_diff_solver.Initialize() 
 
print("conv_diff solver created") 
 
# initialize GiD  I/O 
from gid_output import GiDOutput 
gid_io = GiDOutput(input_file_name, ProjectParameters.VolumeOutput, 
ProjectParameters.GiDPostMode,ProjectParameters.GiDMultiFileFlag, 
                   
ProjectParameters.GiDWriteMeshFlag,ProjectParameters.GiDWriteCondit
ionsFlag) 
 
if not ProjectParameters.VolumeOutput: 
    cut_list = define_output.DefineCutPlanes() 
    gid_io.define_cuts(model_part, cut_list) 
 
gid_io.initialize_results(model_part) 
 
def PrintOutputFile(outputfile,time,Dt,R,T): 
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    #print "entro" 
    #print "entro" 
    #print "entro" 
    #print Dt    
    outputfile.write(str(time)+" "+str(Dt)+" "+str(R)+" "+str(T)+" 
\n") 
    outputfile.flush() 
                         
 
outstring1 = "tempXY.txt" 
outputfile1 = open(outstring1, 'w') 
 
#settings to be changed 
Dt = ProjectParameters.Dt  
Nsteps  = ProjectParameters.nsteps 
full_Dt = Dt  
initial_Dt = 0.01 * full_Dt #0.05 #0.01 
final_time = ProjectParameters.max_time 
output_time = ProjectParameters.output_time 
output_step = ProjectParameters.output_step 
time = ProjectParameters.Start_time 
out = 0 
step = 0 
 
for node in model_part.Nodes: 
    node.SetSolutionStepValue(CONDUCTIVITY,0,0.35); 
    node.SetSolutionStepValue(SPECIFIC_HEAT,0,1740.0); 
    node.SetSolutionStepValue(DENSITY,0,1130.0) 
 
Stationary=ProjectParameters.Stationary 
if(Stationary==True): 
     
    model_part.ProcessInfo.SetValue(STATIONARY,1) 
    time = 0.01 
    model_part.CloneTimeStep(time)  
      
    conv_diff_solver.Solve() 
    for node in model_part.Nodes: 
 R = (node.X*node.X+node.Y*node.Y)**0.5 
 T = node.GetSolutionStepValue(TEMPERATURE) 
        PrintOutputFile(outputfile1,node.X,node.Y,R,T) 
    
gid_io.write_results(time,model_part,ProjectParameters.nodal_result
s,ProjectParameters.gauss_points_results)  
 
else: 
    model_part.ProcessInfo.SetValue(STATIONARY,0) 
    for step in range(0,Nsteps): 
        time = Dt*step 
        model_part.CloneTimeStep(time) 
     
        if(step > 3): 
            conv_diff_solver.Solve() 
             
  
        if(output_time <= out): 
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gid_io.write_results(time,model_part,ProjectParameters.nodal_result
s,ProjectParameters.gauss_points_results) 
            out = 0 
 
        out = out + Dt 
 
    gid_io.finalize_results()    
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AP.3 fluid2.py 
import fluid_ulf_var 
import NistParameters 
################################################################## 
################################################################## 
#setting the domain size for the problem to be solved 
domain_size = fluid_ulf_var.domain_size 
 
################################################################## 
################################################################## 
## ATTENTION: here the order is important 
 
#including kratos path 
import sys 
sys.path.append(fluid_ulf_var.kratos_path) 
from KratosMultiphysics import * 
from KratosMultiphysics.ULFApplication import * 
from KratosMultiphysics.MeshingApplication import * 
from KratosMultiphysics.PFEMApplication import PfemUtils 
from KratosMultiphysics.StructuralApplication import * 
from KratosMultiphysics.ExternalSolversApplication import * 
 
####from conv_diff 
#from KratosMultiphysics.ConvectionDiffusionApplication import * 
#from KratosMultiphysics.MeshingApplication import * 
 
#defining a model part for the fluid and one for the structure 
fluid_model_part = ModelPart("FluidPart"); 
structure_model_part = ModelPart("StructurePart");   
combined_model_part = ModelPart("CombinedPart"); 
 
SolverType=fluid_ulf_var.SolverType 
if (SolverType=="Incompressible_Modified_FracStep" or 
SolverType=="FracStep"): 
    fluid_only_model_part = ModelPart("FluidOnlyPart"); 
 
############################################# 
##importing the solvers needed 
if(SolverType == "Incompressible_Modified_FracStep"): 
    import ulf_frac 
    ulf_frac.AddVariables(fluid_model_part)    
elif(SolverType == "FracStep"): 
    import ulf_frac 
    ulf_frac.AddVariables(fluid_model_part)        
elif(SolverType == "Quasi_Inc_Constant_Pressure"): 
    import ulf_fsi 
    ulf_fsi.AddVariables(fluid_model_part) 
elif(SolverType == "Quasi_Inc_Linear_Pressure"): 
    import ulf_fsi_inc 
    ulf_fsi_inc.AddVariables(fluid_model_part) 
else: 
    raise "solver type not supported: options are fractional_step - 
\ 
 modified_frac_steop - quasi_inc_constant_pres - \ 
 quasi_inc_lin_pres" 
 
#######################AFEGIT Miquel ################## 
SolverSettings = ProjectParameters.SolverSettings1 
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solver_constructor= __import__(SolverSettings.solver_type) 
solver_constructor.AddVariables(fluid_model_part, SolverSettings) 
 
 
fluid_model_part.AddNodalSolutionStepVariable(TEMPERATURE) 
structure_model_part.AddNodalSolutionStepVariable(TEMPERATURE) 
combined_model_part.AddNodalSolutionStepVariable(TEMPERATURE) 
fluid_model_part.AddNodalSolutionStepVariable(CONDUCTIVITY) 
structure_model_part.AddNodalSolutionStepVariable(CONDUCTIVITY) 
combined_model_part.AddNodalSolutionStepVariable(CONDUCTIVITY) 
fluid_model_part.AddNodalSolutionStepVariable(SPECIFIC_HEAT) 
structure_model_part.AddNodalSolutionStepVariable(SPECIFIC_HEAT) 
combined_model_part.AddNodalSolutionStepVariable(SPECIFIC_HEAT) 
################################################################ 
 
#introducing input file name 
input_file_name = fluid_ulf_var.problem_name 
 
#reading the fluid part 
gid_mode = GiDPostMode.GiD_PostBinary 
multifile = MultiFileFlag.MultipleFiles 
deformed_mesh_flag = WriteDeformedMeshFlag.WriteDeformed 
write_conditions = WriteConditionsFlag.WriteConditions 
gid_io = 
GidIO(input_file_name,gid_mode,multifile,deformed_mesh_flag, 
write_conditions) 
model_part_io_origin = ModelPartIO(input_file_name) 
model_part_io_origin.ReadModelPart(fluid_model_part) 
 
 
 
#setting up the buffer size: SHOULD BE DONE AFTER READING!!! 
fluid_model_part.SetBufferSize(3) 
temperature_model_part.SetBufferSize(3) 
 
compute_reactions=fluid_ulf_var.compute_reactions 
##adding dofs 
if(SolverType == "Incompressible_Modified_FracStep"): 
    ulf_frac.AddDofs(fluid_model_part, compute_reactions) 
elif(SolverType == "FracStep"): 
    ulf_frac.AddDofs(fluid_model_part, compute_reactions) 
elif(SolverType == "Quasi_Inc_Constant_Pressure"): 
    ulf_fsi.AddDofs(fluid_model_part, compute_reactions) 
elif(SolverType == "Quasi_Inc_Linear_Pressure"): 
    ulf_fsi_inc.AddDofs(fluid_model_part, compute_reactions) 
 
 
if(SolverType == "Quasi_Inc_Constant_Pressure" or SolverType == 
"Quasi_Inc_Linear_Pressure"): 
      for node in fluid_model_part.Nodes: 
   node.Free(PRESSURE) 
 
####from conv_diff 
solver_constructor.AddDofs(fluid_model_part,SolverSettings) 
#solver_module.AddDofs(temperature_model_part,SolverSettings) 
 
 
#setting the limits of the bounding box 
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box_corner1 = Vector(3);  
box_corner1[0]=fluid_ulf_var.bounding_box_corner1_x; 
box_corner1[1]=fluid_ulf_var.bounding_box_corner1_y; 
box_corner1[2]=fluid_ulf_var.bounding_box_corner1_z; 
box_corner2 = Vector(3);  
box_corner2[0]=fluid_ulf_var.bounding_box_corner2_x; 
box_corner2[1]=fluid_ulf_var.bounding_box_corner2_y; 
box_corner2[2]=fluid_ulf_var.bounding_box_corner2_z; 
 
#here we write the convergence data.., 
outstring2 = "convergence_info.txt" 
outputfile1 = open(outstring2, 'w') 
 
add_nodes=fluid_ulf_var.adaptive_refinement 
bulk_modulus=fluid_ulf_var.bulk_modulus 
density=fluid_ulf_var.density 
FSI=fluid_ulf_var.FSI 
#creating the solvers 
#fluid solver 
##check to ensure that no node has zero density or pressure 
is_fsi_interf=0.0 
 
for node in fluid_model_part.Nodes: 
    node.SetSolutionStepValue(VISCOSITY,0,0.0000001)  
    node.SetSolutionStepValue(DENSITY,0,1000)  
    node.SetSolutionStepValue(BODY_FORCE_X,0,0.0) 
    node.SetSolutionStepValue(BODY_FORCE_Y,0,-10.0) 
    node.SetSolutionStepValue(BODY_FORCE_Z,0,0.0)   
 
temperature_model_part.Properties[0].SetValue(EMISSIVITY,2.0); 
temperature_model_part.Properties[0].SetValue(AMBIENT_TEMPERATURE,2
98.0); 
temperature_model_part.Properties[0].SetValue(CONVECTION_COEFFICIEN
T,1.0); 
 
temperature_model_part.Properties[1].SetValue(EMISSIVITY,2.0); 
temperature_model_part.Properties[1].SetValue(AMBIENT_TEMPERATURE,2
98.0); 
temperature_model_part.Properties[1].SetValue(CONVECTION_COEFFICIEN
T,1.0); 
 
fluid_model_part.Properties[0].SetValue(EMISSIVITY,2.0); 
fluid_model_part.Properties[0].SetValue(AMBIENT_TEMPERATURE,298.0); 
fluid_model_part.Properties[0].SetValue(CONVECTION_COEFFICIENT,1.0)
; 
 
 
fluid_model_part.Properties[1].SetValue(EMISSIVITY,2.0); 
fluid_model_part.Properties[1].SetValue(AMBIENT_TEMPERATURE,298.0); 
fluid_model_part.Properties[1].SetValue(CONVECTION_COEFFICIENT,1.0)
; 
 
for node in fluid_model_part.Nodes: 
    if(node.GetSolutionStepValue(DENSITY) == 0.0): 
        print "node ",node.Id," has zero density!" 
        raise 'node with zero density found' 
    if(node.GetSolutionStepValue(VISCOSITY) == 0.0): 
        print "node ",node.Id," has zero viscosity!" 
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        raise 'node with zero VISCOSITY found' 
    if(FSI==1): 
 is_fsi_interf+=node.GetSolutionStepValue(IS_INTERFACE) 
  
if (SolverType == "Incompressible_Modified_FracStep" and FSI==1): 
    if (is_fsi_interf==0): 
 raise 'For running FSI using the Modified Frac Step Solver 
you must prescribe IS_INTERFACE flag at the surface/outer contour 
of your structure' 
 
if(SolverType == "Incompressible_Modified_FracStep"):     
    solver = ulf_frac.ULF_FSISolver(outputfile1, 
fluid_only_model_part, fluid_model_part, structure_model_part, 
combined_model_part, FSI, compute_reactions, box_corner1, 
box_corner2, domain_size, add_nodes, bulk_modulus, density) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
     
    for node in fluid_model_part.Nodes: 
 node.SetSolutionStepValue(BULK_MODULUS,0, bulk_modulus) 
 node.SetSolutionStepValue(DENSITY,0, density)    
    solver.Initialize() 
     
if(SolverType == "FracStep"):     
    solver = ulf_frac.ULF_FSISolver(outputfile1, 
fluid_only_model_part, fluid_model_part, structure_model_part, 
combined_model_part, FSI, compute_reactions, box_corner1, 
box_corner2, domain_size, add_nodes, bulk_modulus, density) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
    for node in fluid_model_part.Nodes: 
 node.SetSolutionStepValue(BULK_MODULUS,0, 0.0)    
 node.SetSolutionStepValue(DENSITY,0, density)    
    solver.Initialize() 
     
elif(SolverType == "Quasi_Inc_Constant_Pressure"): 
    solver = ulf_fsi.ULF_FSISolver(fluid_model_part, 
structure_model_part, combined_model_part, compute_reactions, 
box_corner1, box_corner2, domain_size, add_nodes) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
    
     
    for node in fluid_model_part.Nodes: 
 node.SetSolutionStepValue(BULK_MODULUS,0, bulk_modulus)    
 node.SetSolutionStepValue(DENSITY,0, density)    
    solver.Initialize() 
     
elif(SolverType == "Quasi_Inc_Linear_Pressure"):  
    solver = ulf_fsi_inc.ULF_FSISolver(outputfile1, 
fluid_model_part, structure_model_part, combined_model_part, 
compute_reactions, box_corner1, box_corner2, domain_size, 
add_nodes, bulk_modulus, density) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
         
    for node in fluid_model_part.Nodes: 
 node.SetSolutionStepValue(BULK_MODULUS,0, bulk_modulus)    
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 node.SetSolutionStepValue(DENSITY,0, density)    
    solver.Initialize() 
print "fluid solver created" 
 
 
if (fluid_ulf_var.FSI==1): 
    if (fluid_ulf_var.domain_size==2): 
 fluid_model_part.Properties[1].SetValue(CONSTITUTIVE_LAW, 
Isotropic2D() ) 
    elif (fluid_ulf_var.domain_size==3): 
 fluid_model_part.Properties[1].SetValue(CONSTITUTIVE_LAW, 
Isotropic3D() ) 
    else: 
 raise "Domain size error. It should be 2D or 3D" 
 
####from conv_diff 
model=ConnectivityPreserveModeler() 
model.GenerateModelPart(fluid_model_part,temperature_model_part,"Co
nvDiff2D","ThermalFace2D"); 
 
FaceHeatUtilities1=FaceHeatUtilities() 
NISTTools = FaceHeatUtilities() 
 
####from conv_diff 
conv_diff_solver = solver_constructor.CreateSolver( 
temperature_model_part, SolverSettings) 
conv_diff_solver.Initialize() 
print("conv_diff solver created") 
 
temperature_model_part.Properties[0].SetValue(EMISSIVITY,1.0); 
temperature_model_part.Properties[0].SetValue(AMBIENT_TEMPERATURE,2
98.0); 
temperature_model_part.Properties[0].SetValue(CONVECTION_COEFFICIEN
T,0.0); 
 
temperature_model_part.Properties[1].SetValue(EMISSIVITY,1.0); 
temperature_model_part.Properties[1].SetValue(AMBIENT_TEMPERATURE,2
98.0); 
temperature_model_part.Properties[1].SetValue(CONVECTION_COEFFICIEN
T,0.0); 
 
#settings to be changed 
Dt = fluid_ulf_var.Dt  
full_Dt = Dt  
initial_Dt = 0.001 * full_Dt #0.05 #0.01 
final_time = fluid_ulf_var.max_time 
output_step = fluid_ulf_var.output_step 
safety_factor = 0.5 #you should put a safety factor ;-)!!! 
 
next_output_time = output_step 
 
time = 0.0 
step = 0 
 
inlet_vel = Vector(3) 
 
if (fluid_ulf_var.lagrangian_nodes_inlet==1):     
    for node in fluid_model_part.Nodes: 
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 if (node.GetSolutionStepValue(IS_LAGRANGIAN_INLET)==1): 
     inlet_vel=node.GetSolutionStepValue(VELOCITY,0) 
     print "Lagrangian Inlet(s) Velocity  is ", inlet_vel 
     break 
else: 
    inlet_vel[0]=0.0 
    inlet_vel[1]=0.0 
    inlet_vel[2]=0.0 
 
dummy=LagrangianInletProcess(fluid_model_part, 0.0, inlet_vel) 
 
 
def PrintOutputFile(outputfile,time,Dt): 
    print "entro" 
    print "entro" 
    print "entro" 
    print Dt    
    outputfile.write(str(time)+" "+str(Dt)+" \n") 
    outputfile.flush() 
 
 
 
outstring3 = "mass.txt" 
outputfiles = open(outstring3, 'w') 
 
outstring4 = "new_Dt.txt" 
outputfiles2 = open(outstring4, 'w') 
 
outstring5 = "left.txt" 
outputfiles3 = open(outstring5, 'w') 
 
outstring6 = "right.txt" 
outputfiles4 = open(outstring6, 'w') 
 
final_time=5.0 
output_step=0.025 
next_output_time = output_step 
safety_factor=0.5 
Dt=0.0025 
while (time < final_time): 
    step = step+1    
   
    print time 
    if(step <= 3): 
        new_Dt = 0.00000001; 
        time = time + new_Dt*safety_factor 
 
    #solving the fluid problem 
    if(step > 3): 
        new_Dt = solver.EstimateDeltaTime(Dt, domain_size) 
        time = time + new_Dt*safety_factor 
 
        combined_model_part.CloneTimeStep(time)         
        solver.Solve(dummy) 
                
 left = 0 
 right = 0 
 aa = 0.05 
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 bb = 0.75 
 for node in fluid_model_part.Nodes: 
            if (node.X < 0.05) and 
(node.GetSolutionStepValue(IS_FREE_SURFACE)==1.0) and (aa > 
node.X): 
  aa = node.X 
                left = node.Y 
            if (node.X > 0.75) and 
(node.GetSolutionStepValue(IS_FREE_SURFACE)==1.0) and (bb < 
node.X): 
  bb = node.X 
  right = node.Y 
  
 
        print "after completing the solution" 
 
 area=NistParameters.Mass(fluid_model_part.Nodes) 
     PrintOutputFile(outputfiles,time,area) 
 PrintOutputFile(outputfiles2,time,new_Dt) 
 PrintOutputFile(outputfiles3,time,left) 
 PrintOutputFile(outputfiles4,time,right) 
 
        if(time > next_output_time): 
     
            file_name = input_file_name 
            file_name = file_name + str(time) 
 
            gid_io.InitializeMesh( time ); 
            gid_io.WriteNodeMesh((combined_model_part).GetMesh()); 
            gid_io.WriteMesh((combined_model_part).GetMesh()); 
            gid_io.FinalizeMesh(); 
 
            gid_io.InitializeResults(time, 
(combined_model_part).GetMesh()); 
     
            gid_io.WriteNodalResults(DISPLACEMENT, 
combined_model_part.Nodes, time, 0);             
            gid_io.WriteNodalResults(VELOCITY, 
combined_model_part.Nodes, time, 0); 
            gid_io.WriteNodalResults(PRESSURE, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(IS_FREE_SURFACE, 
(combined_model_part).Nodes, time, 0); 
            if (compute_reactions==1): 
  gid_io.WriteNodalResults(REACTION, 
(combined_model_part).Nodes, time, 0); 
     if (fluid_ulf_var.lagrangian_nodes_inlet==1): 
                gid_io.WriteNodalResults(IS_LAGRANGIAN_INLET, 
(combined_model_part).Nodes, time, 0); 
                 
             
             
            gid_io.Flush() 
            #gid_io.CloseResultFile(); 
            gid_io.FinalizeResults() 
 
            next_output_time = next_output_time  + output_step; 
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AP.4 script.py 
from __future__ import print_function, absolute_import, division 
#makes KratosMultiphysics backward compatible with python 2.6 and 
2.7 
import fluid_ulf_var 
 
####from conv_diff 
import ProjectParameters 
import define_output 
import NistParameters 
#import temperaturanodos 
# 
# 
# setting the domain size for the problem to be solved 
domain_size = fluid_ulf_var.domain_size 
 
# 
# 
# ATTENTION: here the order is important 
 
# including kratos path 
# importing Kratos main library 
import sys 
sys.path.append(fluid_ulf_var.kratos_path) 
from KratosMultiphysics import * 
from KratosMultiphysics.ULFApplication import * 
from KratosMultiphysics.MeshingApplication import * 
from KratosMultiphysics.PFEMApplication import PfemUtils 
from KratosMultiphysics.StructuralApplication import * 
 
####from conv_diff 
from KratosMultiphysics.ConvectionDiffusionApplication import * 
 
# defining a model part for the fluid and one for the structure 
fluid_model_part = ModelPart("FluidPart") 
structure_model_part = ModelPart("StructurePart") 
combined_model_part = ModelPart("CombinedPart"); 
 
####from conv_diff 
temperature_model_part = ModelPart("TemperaturePart"); 
 
SolverType = fluid_ulf_var.SolverType 
if (SolverType == "Incompressible_Modified_FracStep" or SolverType 
== "FracStep"): 
    fluid_only_model_part = ModelPart("FluidOnlyPart"); 
 
# 
# importing the solvers needed 
if(SolverType == "Incompressible_Modified_FracStep"): 
    import ulf_frac 
    ulf_frac.AddVariables(fluid_model_part) 
elif(SolverType == "FracStep"): 
    import ulf_frac 
    ulf_frac.AddVariables(fluid_model_part) 
elif(SolverType == "Quasi_Inc_Constant_Pressure"): 
    import ulf_fsi 
    ulf_fsi.AddVariables(fluid_model_part) 
elif(SolverType == "Quasi_Inc_Linear_Pressure"): 
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    import ulf_fsi_inc 
    ulf_fsi_inc.AddVariables(fluid_model_part) 
else: 
    raise "solver type not supported: options are fractional_step - 
\ 
 modified_frac_steop - quasi_inc_constant_pres - \ 
 quasi_inc_lin_pres" 
 
####from conv_diff 
SolverSettings = ProjectParameters.SolverSettings1 
solver_constructor= __import__(SolverSettings.solver_type) 
solver_constructor.AddVariables(fluid_model_part, SolverSettings) 
 
 
fluid_model_part.AddNodalSolutionStepVariable(TEMPERATURE) 
structure_model_part.AddNodalSolutionStepVariable(TEMPERATURE) 
combined_model_part.AddNodalSolutionStepVariable(TEMPERATURE) 
fluid_model_part.AddNodalSolutionStepVariable(CONDUCTIVITY) 
structure_model_part.AddNodalSolutionStepVariable(CONDUCTIVITY) 
combined_model_part.AddNodalSolutionStepVariable(CONDUCTIVITY) 
fluid_model_part.AddNodalSolutionStepVariable(SPECIFIC_HEAT) 
structure_model_part.AddNodalSolutionStepVariable(SPECIFIC_HEAT) 
combined_model_part.AddNodalSolutionStepVariable(SPECIFIC_HEAT) 
 
# introducing input file name 
input_file_name = fluid_ulf_var.problem_name 
 
# reading the fluid part 
gid_mode = GiDPostMode.GiD_PostBinary 
multifile = MultiFileFlag.MultipleFiles 
deformed_mesh_flag = WriteDeformedMeshFlag.WriteDeformed 
write_conditions = WriteConditionsFlag.WriteConditions 
gid_io = GidIO(input_file_name, gid_mode, multifile, 
deformed_mesh_flag, write_conditions) 
model_part_io_origin = ModelPartIO(input_file_name) 
model_part_io_origin.ReadModelPart(fluid_model_part) 
 
 
# setting up the buffer size: SHOULD BE DONE AFTER READING!!! 
fluid_model_part.SetBufferSize(3) 
####from conv_diff 
temperature_model_part.SetBufferSize(3) 
 
compute_reactions = fluid_ulf_var.compute_reactions 
# adding dofs 
if(SolverType == "Incompressible_Modified_FracStep"): 
    ulf_frac.AddDofs(fluid_model_part, compute_reactions) 
elif(SolverType == "FracStep"): 
    ulf_frac.AddDofs(fluid_model_part, compute_reactions) 
elif(SolverType == "Quasi_Inc_Constant_Pressure"): 
    ulf_fsi.AddDofs(fluid_model_part, compute_reactions) 
elif(SolverType == "Quasi_Inc_Linear_Pressure"): 
    ulf_fsi_inc.AddDofs(fluid_model_part, compute_reactions) 
 
 
if(SolverType == "Quasi_Inc_Constant_Pressure" or SolverType == 
"Quasi_Inc_Linear_Pressure"): 
    for node in fluid_model_part.Nodes: 
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        node.Free(PRESSURE) 
 
 
# setting the limits of the bounding box 
box_corner1 = Vector(3); 
box_corner1[0] = fluid_ulf_var.bounding_box_corner1_x 
box_corner1[1] = fluid_ulf_var.bounding_box_corner1_y 
box_corner1[2] = fluid_ulf_var.bounding_box_corner1_z 
box_corner2 = Vector(3); 
box_corner2[0] = fluid_ulf_var.bounding_box_corner2_x 
box_corner2[1] = fluid_ulf_var.bounding_box_corner2_y 
box_corner2[2] = fluid_ulf_var.bounding_box_corner2_z 
 
# here we write the convergence data.., 
outstring2 = "convergence_info.txt" 
outputfile1 = open(outstring2, 'w') 
 
add_nodes = fluid_ulf_var.adaptive_refinement 
bulk_modulus = fluid_ulf_var.bulk_modulus 
density = fluid_ulf_var.density 
FSI = fluid_ulf_var.FSI 
# creating the solvers 
# fluid solver 
# check to ensure that no node has zero density or pressure 
is_fsi_interf = 0.0 
 
####from conv_diff 
for node in fluid_model_part.Nodes: 
    node.SetSolutionStepValue(DENSITY,0, 900.0)    
    node.SetSolutionStepValue(VISCOSITY,0, 1E6) 
    node.SetSolutionStepValue(BODY_FORCE_X,0,0.0) 
    node.SetSolutionStepValue(BODY_FORCE_Y,0,-10.0) 
    node.SetSolutionStepValue(BODY_FORCE_Z,0,0.0)    
 
 
for node in fluid_model_part.Nodes: 
    if(node.GetSolutionStepValue(DENSITY) == 0.0): 
        print("node ", node.Id, " has zero density!") 
        raise 'node with zero density found' 
    if(node.GetSolutionStepValue(VISCOSITY) == 0.0): 
        print("node ", node.Id, " has zero viscosity!") 
        raise 'node with zero VISCOSITY found' 
    if(FSI == 1): 
        is_fsi_interf += node.GetSolutionStepValue(IS_INTERFACE) 
 
if (SolverType == "Incompressible_Modified_FracStep" and FSI == 1): 
    if (is_fsi_interf == 0): 
        raise 'For running FSI using the Modified Frac Step Solver 
you must prescribe IS_INTERFACE flag at the surface/outer contour 
of your structure' 
 
if(SolverType == "Incompressible_Modified_FracStep"): 
    solver = ulf_frac.ULF_FSISolver(outputfile1, 
fluid_only_model_part, fluid_model_part, structure_model_part, 
combined_model_part, FSI, compute_reactions, box_corner1, 
box_corner2, domain_size, add_nodes, bulk_modulus, density) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
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    for node in fluid_model_part.Nodes: 
        node.SetSolutionStepValue(BULK_MODULUS, 0, bulk_modulus) 
        node.SetSolutionStepValue(DENSITY, 0, density) 
    solver.Initialize() 
 
if(SolverType == "FracStep"): 
    solver = ulf_frac.ULF_FSISolver(outputfile1, 
fluid_only_model_part, fluid_model_part, structure_model_part, 
combined_model_part, FSI, compute_reactions, box_corner1, 
box_corner2, domain_size, add_nodes, bulk_modulus, density) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
    for node in fluid_model_part.Nodes: 
        node.SetSolutionStepValue(BULK_MODULUS, 0, 0.0) 
        node.SetSolutionStepValue(DENSITY, 0, density) 
    solver.Initialize() 
 
elif(SolverType == "Quasi_Inc_Constant_Pressure"): 
    solver = ulf_fsi.ULF_FSISolver(fluid_model_part, 
structure_model_part, combined_model_part, compute_reactions, 
box_corner1, box_corner2, domain_size, add_nodes) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
 
    for node in fluid_model_part.Nodes: 
        node.SetSolutionStepValue(BULK_MODULUS, 0, bulk_modulus) 
        node.SetSolutionStepValue(DENSITY, 0, density) 
    solver.Initialize() 
 
elif(SolverType == "Quasi_Inc_Linear_Pressure"): 
    solver = ulf_fsi_inc.ULF_FSISolver(outputfile1, 
fluid_model_part, structure_model_part, combined_model_part, 
compute_reactions, box_corner1, box_corner2, domain_size, 
add_nodes, bulk_modulus, density) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
 
    for node in fluid_model_part.Nodes: 
        node.SetSolutionStepValue(BULK_MODULUS, 0, bulk_modulus) 
        node.SetSolutionStepValue(DENSITY, 0, density) 
    solver.Initialize() 
print("fluid solver created") 
 
 
if (fluid_ulf_var.FSI == 1): 
    if (fluid_ulf_var.domain_size == 2): 
        fluid_model_part.Properties[1].SetValue(CONSTITUTIVE_LAW, 
Isotropic2D()) 
    elif (fluid_ulf_var.domain_size == 3): 
        fluid_model_part.Properties[1].SetValue(CONSTITUTIVE_LAW, 
Isotropic3D()) 
    else: 
        raise "Domain size error. It should be 2D or 3D" 
 
 
####from conv_diff 
#for node in fluid_model_part.Nodes: 
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    #node.SetSolutionStepValue(BULK_MODULUS,0, bulk_modulus) 
    #node.SetSolutionStepValue(DENSITY,0, density)    
    #node.SetSolutionStepValue(VISCOSITY,0, 1E6) 
    #node.SetSolutionStepValue(BODY_FORCE_X,0,0.0) 
    #node.SetSolutionStepValue(BODY_FORCE_Y,0,-10.0) 
    #node.SetSolutionStepValue(BODY_FORCE_Z,0,0.0)    
 
temperature_model_part.Properties[1].SetValue(EMISSIVITY,1.0); 
temperature_model_part.Properties[1].SetValue(AMBIENT_TEMPERATURE,2
98.0); 
temperature_model_part.Properties[1].SetValue(CONVECTION_COEFFICIEN
T,8.0); 
 
temperature_model_part.Properties[1].SetValue(EMISSIVITY,1.0); 
temperature_model_part.Properties[1].SetValue(AMBIENT_TEMPERATURE,2
98.0); 
temperature_model_part.Properties[1].SetValue(CONVECTION_COEFFICIEN
T,8.0); 
 
fluid_model_part.Properties[0].SetValue(EMISSIVITY,1.0); 
fluid_model_part.Properties[0].SetValue(AMBIENT_TEMPERATURE,298.0); 
fluid_model_part.Properties[0].SetValue(CONVECTION_COEFFICIENT,8.0)
; 
 
fluid_model_part.Properties[1].SetValue(EMISSIVITY,1.0); 
fluid_model_part.Properties[1].SetValue(AMBIENT_TEMPERATURE,298.0); 
fluid_model_part.Properties[1].SetValue(CONVECTION_COEFFICIENT,8.0)
; 
 
####from conv_diff 
model=ConnectivityPreserveModeler() 
model.GenerateModelPart(fluid_model_part,temperature_model_part,"Co
nvDiff2D","ThermalFace2D"); 
 
FaceHeatUtilities1=FaceHeatUtilities() 
NISTTools = FaceHeatUtilities() 
 
####from conv_diff 
conv_diff_solver = solver_constructor.CreateSolver( 
temperature_model_part, SolverSettings) 
conv_diff_solver.Initialize() 
print("conv_diff solver created") 
 
for node in temperature_model_part.Nodes: 
    node.SetSolutionStepValue(TEMPERATURE,0,298.0)  
    node.SetSolutionStepValue(DENSITY,0,900.0)  
    node.SetSolutionStepValue(CONDUCTIVITY,0,0.25)  
    node.SetSolutionStepValue(SPECIFIC_HEAT,0,2400.0) 
    node.Free(TEMPERATURE) 
    if(node.GetSolutionStepValue(IS_STRUCTURE)==1.0) and (node.Y<-
0.015): 
        node.SetSolutionStepValue(TEMPERATURE,0,800.0) 
        node.Fix(TEMPERATURE) 
 
##################### MASS  ############### 
def PrintOutputFile(outputfile,time,Dt): 
    #print "entro" 
    #print "entro" 
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    #print "entro" 
    #print Dt    
    outputfile.write(str(time)+" "+str(Dt)+" \n") 
    outputfile.flush() 
                          
outstring3 = "mass.txt" 
outputfiles = open(outstring3, 'w') 
outstring4 = "massTotal.txt" 
outputfiles2 = open(outstring4, 'w') 
       
utilities = UlfUtils() 
area=0.0 
area2=0.0 
area=utilities.CalculateVolume(fluid_model_part,2) 
area2=utilities.CalculateVolume(fluid_model_part,2) 
#################################### 
 
# settings to be changed 
Dt = fluid_ulf_var.Dt 
full_Dt = Dt 
initial_Dt = 0.001 * full_Dt  # 0.05 #0.01 
final_time = fluid_ulf_var.max_time 
#output_step = fluid_ulf_var.output_step 
output_step = 5.0 
safety_factor = 0.5  # you should put a safety factor ;-)!!! 
 
next_output_time = output_step 
 
time = 0.0 
step = 0 
 
inlet_vel = Vector(3) 
 
if (fluid_ulf_var.lagrangian_nodes_inlet == 1): 
    for node in fluid_model_part.Nodes: 
        if (node.GetSolutionStepValue(IS_LAGRANGIAN_INLET) == 1): 
            inlet_vel = node.GetSolutionStepValue(VELOCITY, 0) 
            print("Lagrangian Inlet(s) Velocity  is ", inlet_vel) 
            break 
else: 
    inlet_vel[0] = 0.0 
    inlet_vel[1] = 0.0 
    inlet_vel[2] = 0.0 
 
dummy = LagrangianInletProcess(fluid_model_part, 0.0, inlet_vel) 
 
for node in fluid_model_part.Nodes: 
    node.SetSolutionStepValue(NODAL_H,0,0.0014) 
 
while (time < final_time): 
    step = step + 1 
 
    print(time) 
    if(step <= 3): 
        new_Dt = 0.00000001; 
        time = time + new_Dt * safety_factor 
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    # solving the fluid problem 
    if(step > 3): 
        new_Dt = solver.EstimateDeltaTime(Dt, domain_size) 
        time = time + new_Dt * safety_factor 
 
        combined_model_part.CloneTimeStep(time) 
        
temperature_model_part.ProcessInfo=combined_model_part.ProcessInfo  
        solver.Solve(dummy) 
 solver.Remesh() 
        
model.GenerateModelPart(fluid_model_part,temperature_model_part, 
"ConvDiff2D","ThermalFace2D"); 
 NistParameters.DefineFaceHeatFlux(fluid_model_part,time) 
         
        conv_diff_solver.Solve() 
        NistParameters.CalculateViscosity(fluid_model_part) 
 
 
############################# 
        if(step == 4):   
            file_name = input_file_name 
            file_name = file_name + str(time) 
 
            gid_io.InitializeMesh(time); 
            gid_io.WriteNodeMesh((combined_model_part).GetMesh()); 
            gid_io.WriteMesh((combined_model_part).GetMesh()); 
            gid_io.FinalizeMesh(); 
 
            gid_io.InitializeResults(time, 
(combined_model_part).GetMesh()); 
 
            gid_io.WriteNodalResults(DISPLACEMENT, 
combined_model_part.Nodes, time, 0); 
            gid_io.WriteNodalResults(VELOCITY, 
combined_model_part.Nodes, time, 0); 
            gid_io.WriteNodalResults(PRESSURE, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(TEMPERATURE, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(FACE_HEAT_FLUX, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(VISCOSITY, 
(combined_model_part).Nodes, time, 0); 
     area=NistParameters.Mass(fluid_model_part.Nodes) 
         PrintOutputFile(outputfiles,time,area) 
     area2=NistParameters.MassTotal(fluid_model_part.Nodes) 
         PrintOutputFile(outputfiles2,time,area2) 
            if (compute_reactions == 1): 
                gid_io.WriteNodalResults(REACTION, 
(combined_model_part).Nodes, time, 0); 
            if (fluid_ulf_var.lagrangian_nodes_inlet == 1): 
                gid_io.WriteNodalResults(IS_LAGRANGIAN_INLET, 
(combined_model_part).Nodes, time, 0); 
 
            gid_io.Flush() 
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            # gid_io.CloseResultFile(); 
            gid_io.FinalizeResults() 
################################### 
 
 
 
 
 #area=NistParameters.Mass(fluid_model_part.Nodes) 
     #PrintOutputFile(outputfiles,time,area) 
 #area2=NistParameters.MassTotal(fluid_model_part.Nodes) 
     #PrintOutputFile(outputfiles2,time,area2) 
        if(time > next_output_time): 
            area=NistParameters.Mass(fluid_model_part.Nodes) 
         PrintOutputFile(outputfiles,time,area) 
     area2=NistParameters.MassTotal(fluid_model_part.Nodes) 
         PrintOutputFile(outputfiles2,time,area2) 
            file_name = input_file_name 
            file_name = file_name + str(time) 
 
            gid_io.InitializeMesh(time); 
            gid_io.WriteNodeMesh((combined_model_part).GetMesh()); 
            gid_io.WriteMesh((combined_model_part).GetMesh()); 
            gid_io.FinalizeMesh(); 
 
            gid_io.InitializeResults(time, 
(combined_model_part).GetMesh()); 
 
            gid_io.WriteNodalResults(DISPLACEMENT, 
combined_model_part.Nodes, time, 0); 
            gid_io.WriteNodalResults(VELOCITY, 
combined_model_part.Nodes, time, 0); 
            gid_io.WriteNodalResults(PRESSURE, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(TEMPERATURE, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(FACE_HEAT_FLUX, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(VISCOSITY, 
(combined_model_part).Nodes, time, 0); 
 
            if (compute_reactions == 1): 
                gid_io.WriteNodalResults(REACTION, 
(combined_model_part).Nodes, time, 0); 
            if (fluid_ulf_var.lagrangian_nodes_inlet == 1): 
                gid_io.WriteNodalResults(IS_LAGRANGIAN_INLET, 
(combined_model_part).Nodes, time, 0); 
 
            gid_io.Flush() 
            # gid_io.CloseResultFile(); 
            gid_io.FinalizeResults() 
 
            next_output_time = next_output_time + output_step; 
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AP.5 scriptarrhenius.py 
 
from __future__ import print_function, absolute_import, division 
#makes KratosMultiphysics backward compatible with python 2.6 and 
2.7 
import fluid_ulf_var 
 
####from conv_diff 
import ProjectParameters 
import define_output 
import NistParameters 
#import temperaturanodos 
# 
# 
# setting the domain size for the problem to be solved 
domain_size = fluid_ulf_var.domain_size 
 
# 
# 
# ATTENTION: here the order is important 
 
# including kratos path 
# importing Kratos main library 
import sys 
sys.path.append(fluid_ulf_var.kratos_path) 
from KratosMultiphysics import * 
from KratosMultiphysics.ULFApplication import * 
from KratosMultiphysics.MeshingApplication import * 
from KratosMultiphysics.PFEMApplication import PfemUtils 
from KratosMultiphysics.StructuralApplication import * 
 
####from conv_diff 
from KratosMultiphysics.ConvectionDiffusionApplication import * 
 
# defining a model part for the fluid and one for the structure 
fluid_model_part = ModelPart("FluidPart") 
structure_model_part = ModelPart("StructurePart") 
combined_model_part = ModelPart("CombinedPart"); 
 
####from conv_diff 
temperature_model_part = ModelPart("TemperaturePart"); 
 
SolverType = fluid_ulf_var.SolverType 
if (SolverType == "Incompressible_Modified_FracStep" or SolverType 
== "FracStep"): 
    fluid_only_model_part = ModelPart("FluidOnlyPart"); 
 
# 
# importing the solvers needed 
if(SolverType == "Incompressible_Modified_FracStep"): 
    import ulf_frac 
    ulf_frac.AddVariables(fluid_model_part) 
elif(SolverType == "FracStep"): 
    import ulf_frac 
    ulf_frac.AddVariables(fluid_model_part) 
elif(SolverType == "Quasi_Inc_Constant_Pressure"): 
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    import ulf_fsi 
    ulf_fsi.AddVariables(fluid_model_part) 
elif(SolverType == "Quasi_Inc_Linear_Pressure"): 
    import ulf_fsi_inc 
    ulf_fsi_inc.AddVariables(fluid_model_part) 
else: 
    raise "solver type not supported: options are fractional_step - 
\ 
 modified_frac_steop - quasi_inc_constant_pres - \ 
 quasi_inc_lin_pres" 
 
####from conv_diff 
SolverSettings = ProjectParameters.SolverSettings1 
solver_constructor= __import__(SolverSettings.solver_type) 
solver_constructor.AddVariables(fluid_model_part, SolverSettings) 
 
 
fluid_model_part.AddNodalSolutionStepVariable(TEMPERATURE) 
fluid_model_part.AddNodalSolutionStepVariable(ARRHENIUS) 
structure_model_part.AddNodalSolutionStepVariable(TEMPERATURE) 
structure_model_part.AddNodalSolutionStepVariable(ARRHENIUS) 
combined_model_part.AddNodalSolutionStepVariable(TEMPERATURE) 
combined_model_part.AddNodalSolutionStepVariable(ARRHENIUS) 
fluid_model_part.AddNodalSolutionStepVariable(CONDUCTIVITY) 
structure_model_part.AddNodalSolutionStepVariable(CONDUCTIVITY) 
combined_model_part.AddNodalSolutionStepVariable(CONDUCTIVITY) 
fluid_model_part.AddNodalSolutionStepVariable(SPECIFIC_HEAT) 
structure_model_part.AddNodalSolutionStepVariable(SPECIFIC_HEAT) 
combined_model_part.AddNodalSolutionStepVariable(SPECIFIC_HEAT) 
 
# introducing input file name 
input_file_name = fluid_ulf_var.problem_name 
 
# reading the fluid part 
gid_mode = GiDPostMode.GiD_PostBinary 
multifile = MultiFileFlag.MultipleFiles 
deformed_mesh_flag = WriteDeformedMeshFlag.WriteDeformed 
write_conditions = WriteConditionsFlag.WriteConditions 
gid_io = GidIO(input_file_name, gid_mode, multifile, 
deformed_mesh_flag, write_conditions) 
model_part_io_origin = ModelPartIO(input_file_name) 
model_part_io_origin.ReadModelPart(fluid_model_part) 
 
 
# setting up the buffer size: SHOULD BE DONE AFTER READING!!! 
fluid_model_part.SetBufferSize(3) 
####from conv_diff 
temperature_model_part.SetBufferSize(3) 
 
compute_reactions = fluid_ulf_var.compute_reactions 
# adding dofs 
if(SolverType == "Incompressible_Modified_FracStep"): 
    ulf_frac.AddDofs(fluid_model_part, compute_reactions) 
elif(SolverType == "FracStep"): 
    ulf_frac.AddDofs(fluid_model_part, compute_reactions) 
elif(SolverType == "Quasi_Inc_Constant_Pressure"): 
    ulf_fsi.AddDofs(fluid_model_part, compute_reactions) 
elif(SolverType == "Quasi_Inc_Linear_Pressure"): 
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    ulf_fsi_inc.AddDofs(fluid_model_part, compute_reactions) 
 
 
if(SolverType == "Quasi_Inc_Constant_Pressure" or SolverType == 
"Quasi_Inc_Linear_Pressure"): 
    for node in fluid_model_part.Nodes: 
        node.Free(PRESSURE) 
 
 
# setting the limits of the bounding box 
box_corner1 = Vector(3); 
box_corner1[0] = fluid_ulf_var.bounding_box_corner1_x 
box_corner1[1] = fluid_ulf_var.bounding_box_corner1_y 
box_corner1[2] = fluid_ulf_var.bounding_box_corner1_z 
box_corner2 = Vector(3); 
box_corner2[0] = fluid_ulf_var.bounding_box_corner2_x 
box_corner2[1] = fluid_ulf_var.bounding_box_corner2_y 
box_corner2[2] = fluid_ulf_var.bounding_box_corner2_z 
 
# here we write the convergence data.., 
outstring2 = "convergence_info.txt" 
outputfile1 = open(outstring2, 'w') 
 
add_nodes = fluid_ulf_var.adaptive_refinement 
bulk_modulus = fluid_ulf_var.bulk_modulus 
density = fluid_ulf_var.density 
FSI = fluid_ulf_var.FSI 
# creating the solvers 
# fluid solver 
# check to ensure that no node has zero density or pressure 
is_fsi_interf = 0.0 
 
####from conv_diff 
for node in fluid_model_part.Nodes: 
    node.SetSolutionStepValue(DENSITY,0, density)    
    node.SetSolutionStepValue(VISCOSITY,0, 1E6) 
    node.SetSolutionStepValue(BODY_FORCE_X,0,0.0) 
    node.SetSolutionStepValue(BODY_FORCE_Y,0,-10.0) 
    node.SetSolutionStepValue(BODY_FORCE_Z,0,0.0)    
 
 
for node in fluid_model_part.Nodes: 
    if(node.GetSolutionStepValue(DENSITY) == 0.0): 
        print("node ", node.Id, " has zero density!") 
        raise 'node with zero density found' 
    if(node.GetSolutionStepValue(VISCOSITY) == 0.0): 
        print("node ", node.Id, " has zero viscosity!") 
        raise 'node with zero VISCOSITY found' 
    if(FSI == 1): 
        is_fsi_interf += node.GetSolutionStepValue(IS_INTERFACE) 
 
if (SolverType == "Incompressible_Modified_FracStep" and FSI == 1): 
    if (is_fsi_interf == 0): 
        raise 'For running FSI using the Modified Frac Step Solver 
you must prescribe IS_INTERFACE flag at the surface/outer contour 
of your structure' 
 
if(SolverType == "Incompressible_Modified_FracStep"): 
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    solver = ulf_frac.ULF_FSISolver(outputfile1, 
fluid_only_model_part, fluid_model_part, structure_model_part, 
combined_model_part, FSI, compute_reactions, box_corner1, 
box_corner2, domain_size, add_nodes, bulk_modulus, density) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
 
    for node in fluid_model_part.Nodes: 
        node.SetSolutionStepValue(BULK_MODULUS, 0, bulk_modulus) 
        node.SetSolutionStepValue(DENSITY, 0, density) 
    solver.Initialize() 
 
if(SolverType == "FracStep"): 
    solver = ulf_frac.ULF_FSISolver(outputfile1, 
fluid_only_model_part, fluid_model_part, structure_model_part, 
combined_model_part, FSI, compute_reactions, box_corner1, 
box_corner2, domain_size, add_nodes, bulk_modulus, density) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
    for node in fluid_model_part.Nodes: 
        node.SetSolutionStepValue(BULK_MODULUS, 0, 0.0) 
        node.SetSolutionStepValue(DENSITY, 0, density) 
    solver.Initialize() 
 
elif(SolverType == "Quasi_Inc_Constant_Pressure"): 
    solver = ulf_fsi.ULF_FSISolver(fluid_model_part, 
structure_model_part, combined_model_part, compute_reactions, 
box_corner1, box_corner2, domain_size, add_nodes) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
 
    for node in fluid_model_part.Nodes: 
        node.SetSolutionStepValue(BULK_MODULUS, 0, bulk_modulus) 
        node.SetSolutionStepValue(DENSITY, 0, density) 
    solver.Initialize() 
 
elif(SolverType == "Quasi_Inc_Linear_Pressure"): 
    solver = ulf_fsi_inc.ULF_FSISolver(outputfile1, 
fluid_model_part, structure_model_part, combined_model_part, 
compute_reactions, box_corner1, box_corner2, domain_size, 
add_nodes, bulk_modulus, density) 
    solver.alpha_shape = fluid_ulf_var.alpha_shape; 
    solver.echo_level = 2; 
 
    for node in fluid_model_part.Nodes: 
        node.SetSolutionStepValue(BULK_MODULUS, 0, bulk_modulus) 
        node.SetSolutionStepValue(DENSITY, 0, density) 
    solver.Initialize() 
print("fluid solver created") 
 
 
if (fluid_ulf_var.FSI == 1): 
    if (fluid_ulf_var.domain_size == 2): 
        fluid_model_part.Properties[1].SetValue(CONSTITUTIVE_LAW, 
Isotropic2D()) 
    elif (fluid_ulf_var.domain_size == 3): 
        fluid_model_part.Properties[1].SetValue(CONSTITUTIVE_LAW, 
Isotropic3D()) 
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    else: 
        raise "Domain size error. It should be 2D or 3D" 
 
 
####from conv_diff 
#for node in fluid_model_part.Nodes: 
    #node.SetSolutionStepValue(BULK_MODULUS,0, bulk_modulus) 
    #node.SetSolutionStepValue(DENSITY,0, density)    
    #node.SetSolutionStepValue(VISCOSITY,0, 1E6) 
    #node.SetSolutionStepValue(BODY_FORCE_X,0,0.0) 
    #node.SetSolutionStepValue(BODY_FORCE_Y,0,-10.0) 
    #node.SetSolutionStepValue(BODY_FORCE_Z,0,0.0)    
 
temperature_model_part.Properties[1].SetValue(EMISSIVITY,2.0); 
temperature_model_part.Properties[1].SetValue(AMBIENT_TEMPERATURE,2
98.0); 
temperature_model_part.Properties[1].SetValue(CONVECTION_COEFFICIEN
T,1.0); 
 
temperature_model_part.Properties[1].SetValue(EMISSIVITY,2.0); 
temperature_model_part.Properties[1].SetValue(AMBIENT_TEMPERATURE,2
98.0); 
temperature_model_part.Properties[1].SetValue(CONVECTION_COEFFICIEN
T,1.0); 
 
fluid_model_part.Properties[0].SetValue(EMISSIVITY,2.0); 
fluid_model_part.Properties[0].SetValue(AMBIENT_TEMPERATURE,298.0); 
fluid_model_part.Properties[0].SetValue(CONVECTION_COEFFICIENT,1.0)
; 
 
fluid_model_part.Properties[1].SetValue(EMISSIVITY,2.0); 
fluid_model_part.Properties[1].SetValue(AMBIENT_TEMPERATURE,298.0); 
fluid_model_part.Properties[1].SetValue(CONVECTION_COEFFICIENT,1.0)
; 
 
####from conv_diff 
model=ConnectivityPreserveModeler() 
model.GenerateModelPart(fluid_model_part,temperature_model_part,"Co
nvDiff2D","ThermalFace2D"); 
 
FaceHeatUtilities1=FaceHeatUtilities() 
NISTTools = FaceHeatUtilities() 
 
####from conv_diff 
conv_diff_solver = solver_constructor.CreateSolver( 
temperature_model_part, SolverSettings) 
conv_diff_solver.linear_solver = SkylineLUFactorizationSolver() 
conv_diff_solver.Initialize() 
print("conv_diff solver created") 
 
for node in temperature_model_part.Nodes: 
    node.SetSolutionStepValue(TEMPERATURE,0,298.0)  
    node.SetSolutionStepValue(DENSITY,0,1130.0)  
    node.SetSolutionStepValue(CONDUCTIVITY,0,0.35)  
    node.SetSolutionStepValue(SPECIFIC_HEAT,0,1740.0) 
    node.Free(TEMPERATURE) 
    #if(node.GetSolutionStepValue(IS_STRUCTURE)==1.0) and (node.Y<-
0.015): 
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    #    node.SetSolutionStepValue(TEMPERATURE,0,600.0) 
    #    node.Fix(TEMPERATURE) 
    if(node.GetSolutionStepValue(IS_STRUCTURE)==1.0): 
        node.SetSolutionStepValue(TEMPERATURE,0,298.0) 
        node.Fix(TEMPERATURE) 
    if(node.Y<-0.01): 
 node.SetSolutionStepValue(TEMPERATURE,0,800) 
        node.Fix(TEMPERATURE) 
 
##################### MASS  ############### 
def PrintOutputFile(outputfile,time,Dt): 
    #print "entro" 
    #print "entro" 
    #print "entro" 
    #print Dt    
    outputfile.write(str(time)+" "+str(Dt)+" \n") 
    outputfile.flush() 
                          
outstring3 = "mass.txt" 
outputfiles = open(outstring3, 'w') 
outstring4 = "massTotal.txt" 
outputfiles2 = open(outstring4, 'w') 
       
utilities = UlfUtils() 
area=0.0 
area2=0.0 
area=utilities.CalculateVolume(fluid_model_part,2) 
area2=utilities.CalculateVolume(fluid_model_part,2) 
#################################### 
 
import math 
 
def Arrhenius(model_part): 
    E_over_R = 22200 ##5076 
    C = 1.4e10 
    for node in model_part.Nodes: 
        rho = node.GetSolutionStepValue(DENSITY) 
        T = node.GetSolutionStepValue(TEMPERATURE) 
        Arr =  C  * math.exp(-E_over_R/(T))     
        node.SetSolutionStepValue(ARRHENIUS,0,Arr) 
 
def ArrheniusHeat(model_part): 
    Hv = 1050000.0 
    for node in model_part.Nodes: 
        #rho = node.GetSolutionStepValue(DENSITY) 
        arr = node.GetSolutionStepValue(ARRHENIUS) 
        q = - arr * Hv  
        node.SetSolutionStepValue(HEAT_FLUX,0,q) 
 
 
# settings to be changed 
Dt = fluid_ulf_var.Dt 
full_Dt = Dt 
initial_Dt = 0.001 * full_Dt  # 0.05 #0.01 
final_time = fluid_ulf_var.max_time 
#output_step = fluid_ulf_var.output_step 
output_step = 5.0 
safety_factor = 0.5  # you should put a safety factor ;-)!!! 
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next_output_time = output_step 
 
time = 0.0 
step = 0 
 
inlet_vel = Vector(3) 
 
if (fluid_ulf_var.lagrangian_nodes_inlet == 1): 
    for node in fluid_model_part.Nodes: 
        if (node.GetSolutionStepValue(IS_LAGRANGIAN_INLET) == 1): 
            inlet_vel = node.GetSolutionStepValue(VELOCITY, 0) 
            print("Lagrangian Inlet(s) Velocity  is ", inlet_vel) 
            break 
else: 
    inlet_vel[0] = 0.0 
    inlet_vel[1] = 0.0 
    inlet_vel[2] = 0.0 
 
dummy = LagrangianInletProcess(fluid_model_part, 0.0, inlet_vel) 
 
for node in fluid_model_part.Nodes: 
    node.SetSolutionStepValue(NODAL_H,0,0.0014) 
 
while (time < final_time): 
    step = step + 1 
 
    print(time) 
    if(step <= 3): 
        new_Dt = 0.00000001; 
        time = time + new_Dt * safety_factor 
 
 
    # solving the fluid problem 
    if(step > 3): 
        new_Dt = solver.EstimateDeltaTime(Dt, domain_size) 
        time = time + new_Dt * safety_factor 
 
        combined_model_part.CloneTimeStep(time) 
        
temperature_model_part.ProcessInfo=combined_model_part.ProcessInfo  
 
 solver.Remesh() 
        
model.GenerateModelPart(fluid_model_part,temperature_model_part, 
"ConvDiff2D","ThermalFace2D"); 
 NistParameters.DefineFaceHeatFlux(fluid_model_part,time) 
##########ACTIVAR PARA GASIFICACION############ 
 Arrhenius(fluid_model_part)  
        ArrheniusHeat(fluid_model_part) 
###############################################         
        conv_diff_solver.Solve() 
        NistParameters.CalculateViscosity(fluid_model_part) 
        solver.Solve(dummy) 
 
############################# 
        if(step == 4):   
            file_name = input_file_name 
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            file_name = file_name + str(time) 
 
            gid_io.InitializeMesh(time); 
            gid_io.WriteNodeMesh((combined_model_part).GetMesh()); 
            gid_io.WriteMesh((combined_model_part).GetMesh()); 
            gid_io.FinalizeMesh(); 
 
            gid_io.InitializeResults(time, 
(combined_model_part).GetMesh()); 
 
            gid_io.WriteNodalResults(DISPLACEMENT, 
combined_model_part.Nodes, time, 0); 
            gid_io.WriteNodalResults(VELOCITY, 
combined_model_part.Nodes, time, 0); 
            gid_io.WriteNodalResults(PRESSURE, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(TEMPERATURE, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(FACE_HEAT_FLUX, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(HEAT_FLUX, 
(combined_model_part).Nodes, time, 0); 
            
gid_io.WriteNodalResults(ARRHENIUS,fluid_model_part.Nodes,time,0) 
            gid_io.WriteNodalResults(VISCOSITY, 
(combined_model_part).Nodes, time, 0); 
     area=NistParameters.Mass(fluid_model_part.Nodes) 
         PrintOutputFile(outputfiles,time,area) 
     area2=NistParameters.MassTotal(fluid_model_part.Nodes) 
         PrintOutputFile(outputfiles2,time,area2) 
            if (compute_reactions == 1): 
                gid_io.WriteNodalResults(REACTION, 
(combined_model_part).Nodes, time, 0); 
            if (fluid_ulf_var.lagrangian_nodes_inlet == 1): 
                gid_io.WriteNodalResults(IS_LAGRANGIAN_INLET, 
(combined_model_part).Nodes, time, 0); 
 
            gid_io.Flush() 
            # gid_io.CloseResultFile(); 
            gid_io.FinalizeResults() 
################################### 
 
 #area=NistParameters.Mass(fluid_model_part.Nodes) 
     #PrintOutputFile(outputfiles,time,area) 
 #area2=NistParameters.MassTotal(fluid_model_part.Nodes) 
     #PrintOutputFile(outputfiles2,time,area2) 
        if(time > next_output_time): 
            area=NistParameters.Mass(fluid_model_part.Nodes) 
         PrintOutputFile(outputfiles,time,area) 
     area2=NistParameters.MassTotal(fluid_model_part.Nodes) 
         PrintOutputFile(outputfiles2,time,area2) 
            file_name = input_file_name 
            file_name = file_name + str(time) 
 
            gid_io.InitializeMesh(time); 
            gid_io.WriteNodeMesh((combined_model_part).GetMesh()); 
            gid_io.WriteMesh((combined_model_part).GetMesh()); 
            gid_io.FinalizeMesh(); 
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            gid_io.InitializeResults(time, 
(combined_model_part).GetMesh()); 
 
            gid_io.WriteNodalResults(DISPLACEMENT, 
combined_model_part.Nodes, time, 0); 
            gid_io.WriteNodalResults(VELOCITY, 
combined_model_part.Nodes, time, 0); 
            gid_io.WriteNodalResults(PRESSURE, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(TEMPERATURE, 
(combined_model_part).Nodes, time, 0); 
            
gid_io.WriteNodalResults(ARRHENIUS,fluid_model_part.Nodes,time,0); 
            gid_io.WriteNodalResults(FACE_HEAT_FLUX, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(HEAT_FLUX, 
(combined_model_part).Nodes, time, 0); 
            gid_io.WriteNodalResults(VISCOSITY, 
(combined_model_part).Nodes, time, 0); 
 
            if (compute_reactions == 1): 
                gid_io.WriteNodalResults(REACTION, 
(combined_model_part).Nodes, time, 0); 
            if (fluid_ulf_var.lagrangian_nodes_inlet == 1): 
                gid_io.WriteNodalResults(IS_LAGRANGIAN_INLET, 
(combined_model_part).Nodes, time, 0); 
 
            gid_io.Flush() 
            # gid_io.CloseResultFile(); 
            gid_io.FinalizeResults() 
 
            next_output_time = next_output_time + output_step; 
 
