Many quantum algorithms can be analyzed in a query model to compute Boolean functions where input is given by a black box. As in the classical version of decision trees, different kinds of quantum query algorithms are possible: exact, with bounded error and even nondeterministic. In this paper, we study the latter class of algorithms. We introduce a new notion in addition to already studied nondeterministic algorithms and introduce dual nondeterministic quantum query algorithms. We examine properties of such algorithms and prove relations with exact and nondeterministic quantum query algorithm complexity. As a result and as an example of the application of discovered properties, we demonstrate a gap of n vs. 2 between classical deterministic and dual nondeterministic quantum query complexity for a specific Boolean function. Finally, we show an approach how to construct examples where quantum nondeterministic complexity of an algorithm is O(1), however classical deterministic algorithm for the same function would require O(n) queries.
INTRODUCTION
→ be a Boolean function. We study the query model, where a black box contains the input 1 2 ( , ,..., ) n x x x and can be accessed by questioning x i values. The goal is to compute the value of the function. The complexity of a query algorithm is measured by number of questions it asks. The classical version of this model is known as decision trees [2] .
Quantum query algorithms can solve certain problems faster than classical algorithms. The best-known example of an efficient exact quantum query algorithm is the algorithm for the PARITY n function: the value is 1 if the input contains an even number of 1. This function can be computed by exact quantum algorithm using / 2 n ⎡ ⎤ ⎢ ⎥ queries, while any classical algorithm requires n queries [6] .
The theory of computation studies various models: deterministic, nondeterministic, probabilistic and quantum. As in the classical version of decision trees, different kinds of quantum query algorithms are possible: exact, with zero-sided, onesided or two-sided error or nondeterministic.
The main aim of this research was to study and examine the notion of nondeterministic quantum query algorithms. For quantum nondeterministic query algorithms, de Wolf [7] has proved that it is possible to compute with 1 question for all n, though it is known that the best deterministic algorithm requires all n questions. This is the largest possible gap between complexities of two different kinds of algorithms allowed by a model. → be a Boolean function. We use ⊕ to denote XOR (exclusive OR). We use f for the function 1 -f.
NOTATION AND DEFINITIONS

Quantum computing
We apply the basic model of quantum computing. For more details, see textbooks [4, 5] .
An n-dimensional quantum pure state is a vector 
Query model
Query model is probably the simplest model for computing Boolean functions. In this model, a black box contains the input 1 2 ( , ,..., ) n x x x and can be accessed by questioning x i values. Query algorithm must be able to determine the value of a function correctly for arbitrary input contained in a black box. The complexity of the algorithm is measured by the number of queries to the black box which it uses. The classical version of this model is known as decision trees. For details, see the survey by Buhrman and de Wolf [2] . We consider computing Boolean functions in the quantum query model. For more details, see the survey by Ambainis [1] and textbooks by Gruska [4] and de Wolf [6] . A quantum computation with T queries is a sequence of unitary transformations: There are several different, but equally acceptable ways to define quantum query algorithms. The most important consideration is to choose an appropriate definition for the query black box, defining the form for asking questions and receiving answers from the oracle.
Next we will precisely describe the full process of quantum query algorithm definition and notation used in this paper.
Each quantum query algorithm is characterized by the following parameters:
1) Unitary transformations
All unitary transformations and the sequence of their application (including the query transformation parts) should be specified. Each unitary transformation is a unitary matrix. Here is an example of an algorithm sequence specification with T queries:
where 0 is initial state, [QM] is quantum measurement.
2) Queries
We use the following definition of a query transformation: if input is a state 
=
, a query will change the sign of the j-th amplitude to the opposite sign; in other case, the sign will remain as-is.
3) Measurement
Each basic state of a quantum system corresponds to the algorithm output. We assign a value of a function to each output. We denote it as
The result of running algorithm on input X is j with a probability that equals the sum of module squares of all amplitudes, which corresponds to outputs with value j.
We denote the probability of obtaining result 0 with ( ( ) 0) p f X = , and the probability of obtaining result 1 with
The following diagram represents the query algorithm in general form: 
Query complexity
The complexity of a query algorithm is based on the number of questions it uses to determine the value of a function on worst-case input. The deterministic decision tree complexity of a function f, denoted by D(f), is the minimum number of queries that must be performed on any input by an optimal deterministic algorithm for f [2] . For deterministic query complexity estimation for a function, the notion of sensitivity s(f) is useful. The sensitivity of f on input (x 1 ,x 2 ,…,x n ) is the number of variables x i with the following property:
The sensitivity of f is the maximum sensitivity of all possible inputs. It has been proved in [2] 
A quantum query algorithm computes f exactly if the output equals f(x) with a probability of 1, for all {0,1} n x ∈
. Q E (f) denotes the number of queries of an optimal exact quantum query algorithm for a function f [2] .
Nondeterministic query algorithms
Nondeterministic quantum query algorithms were examined by de Wolf in [7] .
A nondeterministic quantum query algorithm for f is defined to be a quantum algorithm that outputs 1 with positive probability if f(x)=1 and that always outputs 0 if f(x)=0. NQ 1 (f) denotes the query complexity of an optimal nondeterministic quantum algorithm for f.
We introduce the notion of dual nondeterministic quantum query algorithm and study the relations between exact, nondeterministic and dual nondeterministic quantum query algorithm complexity.
Definition 1. A dual nondeterministic quantum query algorithm for f is defined to be a quantum algorithm that outputs 0 with positive probability if f(x)=0 and that always outputs 1 if f(x)=1.
PROPERTIES
In this section, we discuss and prove some properties of nondeterministic quantum query algorithms. First, we describe the relation between complexities of nondeterministic and dual nondeterministic quantum query algorithm. Proof. Let A1 be a dual nondeterministic algorithm for a function f(X) with complexity 0 ( 1)
We run algorithm on all inputs and, depending on the result, divide them into three sets:
According to the definition of a dual nondeterministic algorithm, we can assign to each set the result value of running A1 on pertinent input (Table 1) . X belongs to set: A1' and prove that this is a correct nondeterministic algorithm for f .
We examine the same input sets A, B and C after running A1' and obtain opposite probabilities for sets A and B:
After evaluating the function value obtained by running A1' according to the nondeterministic algorithm definition, we obtain the results represented in Table 2 .
When we compare derived results with values from Table 1 we conclude that A1' computes f as a nondeterministic algorithm.
The proof in the opposite direction is similar.
Theorem 1. For an arbitrary Boolean function f,
Proof. Follow from Lemma 1. We can take the best existing dual nondeterministic algorithm for function f and easily transform it into a nondeterministic algorithm for f . We change only the value assignment to outputs; the number of questions 0 ( ) NQ f remains the same. In the other direction, we can take the best existing nondeterministic algorithm for f and transform it into a dual nondeterministic for f f ≡ staying with the same 1 ( ) NQ f queries.
QI
Next we consider some composite functions and demonstrate a way to use exact quantum query algorithm for a function to construct a nondeterministic quantum algorithm for a more complex function.
The first construction is the composite function MULTI_AND. We denote: n n f x x base function or sub-function. The composite function MULTI_AND is obtained using a base function structure as a pattern, joining several similar variable blocks with a logical AND operation.
The second construction is a composite function MULTI_OR. We denote: Proof. Let Q1 be an exact quantum algorithm with k queries for an n-variable function f n . We denote the assignment of values for outputs with
, where h is a number of amplitudes. Now we will construct a quantum algorithm Q2, which will compute MULTI_AND m (f) as a dual nondeterministic algorithm. We use the following notation: To evaluate the value for each of m occurrences of f n we run Q1 in parallel. To retain the total sum of squares of amplitudes equal with 1, we separate the initial amplitudes distribution between all m parts of Q2. All Q1 transformations are unitary and from the structure of the algorithm it follows that Q2 transformations also are unitary. Algorithm Q2 is demonstrated in Figure 3 . We denote the sum of squares of all amplitudes where output value is "0" in the part of Q2 corresponding to ( ) b , then when computing
with Q2, we will obtain the following final distribution of amplitudes: 
Lemma 2. For an arbitrary input X i :
• •
If the result of running Q1 is f(X i )=0, then for Q2 we have
If the result of running Q1 is f(X i )=1, then for Q2 we have
Proof. Follows from the properties of exact quantum query algorithm and the fact that the value assignment for outputs in each part of Q2 is the same as in Q1.
For the entire algorithm Q2 we have: That completely agrees with the essence of function MULTI_AND; hence, Q2 computes this function as a dual nondeterministic algorithm.
The next theorem can be used for complexity estimation. Proof. We use the same algorithm Q2 from the proof of Theorem 2.
This time we interpret the results of running Q2 as follows: That completely agrees with the essence of function MULTI_OR; hence, Q2 computes this function as a nondeterministic algorithm.
Theorem 5. For an arbitrary Boolean function f,
Proof. In a similar way as the proof of Theorem 3.
In the next two theorems we generalize obtained results to make it possible to operate with compositions of arbitrary Boolean functions.
Theorem 6. Let f i be an arbitrary Boolean function. We consider a function
. Then a dual nondeterministic quantum query algorithm Q exists that computes F with
Proof. We take all exact algorithms for f 1 , f 2 ,…,f n and run them in parallel, combining the queries. . We are running exact algorithms and asking questions in parallel, so the complexity of the entire algorithm equals the largest number of queries of corresponding exact algorithms.
Theorem 7. Let f i be an arbitrary Boolean function. We consider a function
. Then a nondeterministic quantum query algorithm Q exists that computes F with
Proof. Similar to the proof of Theorem 6.
It appears that properties of nondeterministic quantum query algorithms allow using themselves as base algorithms for building more complex examples. All previously stated theorems restrict base algorithms to be exact. Our last observation shows, that this restriction can be partly dropped and it is possible to combine also nondeterministic algorithms of the same kind freely.
Let us start with the following obvious fact, which follows directly from the definitions of quantum query algorithm types.
Fact. Each exact quantum query algorithm can be considered as nondeterministic and dual nondeterministic quantum query algorithm at the same time.
This fact allows us to substitute exact quantum algorithm anywhere we are allowed to use any kind of nondeterministic quantum algorithm.
Next we present an extended version of Theorem 6. 
Proof. To construct a new algorithm use approach from the proof of Theorem 2.
We can reformulate the statement from Lemma 2 in this case as follows:
For an arbitrary input X i :
• If the result of running NA i is f i (X i )=0, then for A we have ( ) ("0") 0
• If the result of running NA i is f i (X i )=1, then for A we have ( ) ("0") 0
For the entire algorithm A we have: 
=
in classical deterministic settings number of queries will inevitably increase. In the case when function f sensitivity on accepting input is equal to the number of f variables, then for the function F deterministic complexity will be equal to the number of F variables as well. Thus, in deterministic case complexity estimation is O(n).
The same approach is valid for nondeterministic algorithms and composite function pattern ...
APPLICATION
In this section, we describe several examples of how nondeterministic quantum query algorithms and their properties can be used to efficiently compute Boolean functions.
Demonstration of the Approach
Now we will show how it is technically possible to construct a dual nondeterministic quantum algorithm for a composite function having exact quantum algorithms for sub-functions. ( , , , )
were first presented in [3] . Here, we consider a composite function that was obtained by combining F 3 and G 4 : ( , , , , , , It is easy to show that the sensitivity of 7 H is equal to the number of variables, so we have
According to Theorem 6, a dual nondeterministic algorithm exists with only 3 4 max( ( ), ( )) 2
Using an approach similar to that one used in the proof of Theorem 2, we are able to completely describe a dual nondeterministic algorithm that computes 7 H .
oTh oTh oTh o Ri Ri
We can rewrite the following statement: . Figure 9 demonstrates the structure of a complete dual nondeterministic algorithm computing Control n . 
CONCLUSION
In this paper, we studied nondeterministic quantum query algorithms, first introducing the new notion of a dual nondeterministic quantum query algorithm and then proving its relations to the complexity of nondeterministic and exact algorithms for several classes of Boolean functions. From the results, it becomes clear that the considered nondeterministic algorithms are powerful and efficient model. We also introduce the new function Control n and describe a dual nondeterministic algorithm with 2 queries for all n.
The future direction of this research is to prove stronger relations to other types of query algorithms, for example, to exact algorithms of the same function, classical nondeterministic query algorithms and even classical deterministic. It would also be interesting to discover efficient quantum nondeterministic algorithms for specific functions, which would reveal large gaps between complexities of different kinds of algorithms.
