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1.1  Motivació: 
 
En una competició d’embarcacions de vela professional la igualtat entre els 
participants es molt gran. Per aquest motiu aquestes embarcacions tenen tot 
tipus de instruments per poder millorar el seu rendiment, durant la cursa com 
després d’aquesta. 
 
En els vaixells de regates professionals, d’alt nivell, a part dels instruments 
típics com cronòmetres, compassos, prismàtics, etc., existeixen un gran 
nombre de sensors que enregistren una sèrie de variables importants del 
rendiment del vaixell. Aquesta recol·lecció d’informació són emmagatzemades 
per a ser tractades i analitzades amb posterioritat. 
 
Tanmateix, és fonamental per obtenir en un temps mínim i en el propi ordinador 
de la nau, un anàlisi específic del rendiment del veler just després de la cursa, 
que permeti visualitzar gràficament el camí que va fer i els paràmetres 
associats amb cada tram de la ruta.  
 
D’aquesta manera, és pot fer un estudi visual d’on i quant la navegació ha estat 




1.2  Situació actual 
 
Avui en dia la navegació d’alt nivell és una competició molt renyida. El disseny 
dels vaixells es converteix en una fase de gran importància, on es persegueix 
assolir els millors paràmetres de rendiment possibles. La incorporació de 
tecnologia a les embarcacions és indispensable per les tripulacions alhora 
d’afrontar les regates. La tripulació persegueix que el vaixell navegui el millor 
possible i superi els demes velers, mitjançant ajustos i canvis en la configuració 
de les veles. 
 
Actualment es disposa de diversos paquets de programari que incorporen 
bases de dades i procediments per l’anàlisi del rendiment del vaixell. Però 
s’utilitzen amb posterioritat, un cop acabada la regata i amb ordinadors que no 
poden estar en el vaixell. 
 
Ara per ara, tenim tota la informació recollida dels sensors del vaixell en fitxers 




1.3  Abast 
 
El sistema que es vol implementar és una solució per analitzar el comportament 
del vaixell durant una regata. 
 
Mitjançant el Sistema els usuaris poden llegir la informació recollida dels 
sensors durant la regata i visualitzar de forma gràfica la ruta realitzada i el 
rendiment del vaixell en cada tram de la cursa. 
   
Aquesta eina facilitarà a l’equip de la nau la presa de decisions tàctiques per 




1.4  Objectius 
 
Els objectius proposats i consensuats amb el client són els que a continuació 
indicarem. 
 
El projecte proposa l’anàlisi, disseny i implementació d’una nova aplicació pel 
tractament de les dades recol·lectades pels sensors del vaixell, amb l’objectiu 
de visualitzar el rendiment de la nau durant la regata i facilitar la pressa de 
decisions tàctiques de l’equip. 
 
El projecte requereix el desenvolupament d’un conjunt de funcionalitats per 
tractar les dades dels sensors de qualsevol vaixell, on l’usuari decidirà quin 
tipus de dada es cada camp importat. 
 
La visualització del recorregut de la nau es realitzarà sobre mapes de Google 
Maps, si en el moment de l’execució hi ha disponible una connexió amb 
Internet. Sino es realitzarà sobre una imatge de fons blau. S’ha de permetre la 
parametrització de les dades i l’escala de colors per visualitzar el recorregut 
d’una forma intuïtiva.  
 
Es permetrà la selecció dels trams del recorregut d’una forma visual i es podrà 
consultar la mitja de les dades sobre aquest tram en concret. 
 
Altres objectius, igual d’importants, són la possibilitat de fer altres funcionalitats 
amb les dades obtingudes, com la d’imprimir un informe, crear un fitxer per 
poder visualitzar el recorregut en Google Earth, o desar la imatge o les dades 
dels trams del recorregut que estem visualitzant. 
 
Cal comentar que per a la realització del projecte s’utilitzarà programari lliure. El 
llenguatge escollit per la programació de l’aplicació és Java i ha de ser 








1.5  Context 
 
En aquest capítol descriurem els aspectes basic que s’han de saber per tal de 
comprendre una mica el món nàutic i l’eina que es realitzarà en aquest 
projecte. 
 
Aquesta eina està orientada a la tripulació dels vaixells de regates i per tant,  
gran part del vocabulari que utilitzarem està relacionat amb el món nàutic.  
 
Farem una petita introducció a les parts d’un vaixell de regata, l’afectació del 
vent sobre aquest, i les maniobres que es realitzen per navegar. 
 
També donarem unes pinzellades als tipus de regates i com funcionen.  
 
I per últim, indicarem quins tipus de sensors hi ha normalment en una 
embarcació i quina informació ens proporcionen. 
 
Amb totes aquestes explicacions se’ns permetrà comprendre, dins la memòria 
del projecte, els noms i referències utilitzades i perquè serveixen algunes de les 






La part essencial d’una regata, i per tant del nostre projecte, és el vaixell de 
vela. Tot està relacionat amb ell. Les nostres eines analitzaran el seu 
comportament global o parcial per tal de millorar el seu rendiment dins la cursa. 
 
Per tant, necessitarem conèixer el llenguatge nàutic que fa referència a les 
parts de l’embarcació. 
 
Un veler es divideix principalment en quatre blocs, amb la referència del centre 
de l’embarcació.  La part davantera es la Proa, i la part del darrere es la Popa. 
La  zona de l’esquerra és Babord, i la de la dreta Estribord. 
 
Per una altra part, les mides del casc del veler s’anomenen Eslora en quant a la 
distància que hi ha entre Proa i Popa, i Mànega per la que va de Babord a 
Estribord.  
 
Segons l’Eslora també es pot dividir el casc del vaixell en tres parts, Amura per 
la part davantera, Través per la part central i Aleta per a la part del darrere. 
 
En la següent figura podrem veure els components d’un vaixell de vela, on 
















1.5.2 Acció del vent en vaixells de vela 
 
Els velers són embarcacions que poden tenir una o varies veles, les quals 
permeten el desplaçament gràcies a l’acció del vent sobre elles. 
 
En funció de la direcció del vent sobre la vela, l’embarcació adoptarà diferents  






Figura 2: Rumbs relatius d’un vaixell 
 
La força del vent sobre la vela no és suficient per governar el vaixell, també és 








Dins el vocabulari nàutic que ens cal conèixer estan les maniobres del vaixell 
alhora de navegar. Aquests canvis de rumb de l’embarcació venen donats pel 
canvi de costat de la vela en funció de la direcció del vent. 
 
Si passem la proa del vaixell per on ve el vent, aquesta maniobra s’anomena 
Virada per avant. En canvi, si el canvi de direcció fa que la popa passi per la 


















Una regata és una competició esportiva de velocitat, o una cursa entre 
embarcacions. Aquestes embarcacions poden ser de vela lleugera o de vela de 
creuer.  
 
Les embarcacions de vela lleugera són considerades aquelles que tenen una 
eslora menor. Aquestes han de ser guardades a terra abans i després de la 
navegació. Les embarcacions de creuer són aquelles amb una major eslora. 
Aquestes es mantenen a l'aigua tota l'estona, és a dir, que no es guarden amb 
un carro de varada a terra com les embarcacions de vela lleugera. 
 
Les regates de vela lleugera solen realitzar-se sobre un recorregut marcat per 
boies.  Les de vela de creuer, a més dels recorreguts abalisats, es navega en 
regates de port a port. Quan el recorregut travessa diferents mars la regata 
s'anomena oceànica o transoceànica.  
 
Indicar que les embarcacions de vela lleugera no solen tenir sensors, o si en 
tenen son molts senzills, al contrari que els de vela de creuer. Per tant, la 
nostra aplicació va adreçada principalment a aquests últims.  
 
Avui en dia algunes de les regates més destacades són la Copa America, 
Volvo Ocean Race, Mini Transat 6.50, Vendée Globe, TP52 Circuit i Barcelona 
World Race. 
 
Les curses utilitzen diferents tipus de recorregut depenent del veler i la forma 





A continuació descriurem els més comuns: 
 




Figura 4: Recorregut Bastó: Sortida – 1 – 2 – 1 – 2 – Arribada  
 
 
Les opcions d’aquest recorregut inclouen: 
 
o Augmentar o disminuir el nombre de voltes. 
 
o Suprimir l’últim tram cap a Sobrevent. 
 
o Utilitzar una porta, formada per dues boies, enlloc d’una balisa de 
sotavent. 
 
o Utilitzar una balisa de desmarcatge a la balisa de sobrevent. 
 
o Utilitzar les balises de sotavent i sobrevent com balises de sortida 













Figura 5: Recorregut Triangle: Sortida – 1 – 2 – 3 – 1 – 3 – Arribada  
 
Les opcions del recorregut inclouen: 
 
o Augmentar o disminuir el nombre de voltes. 
 
o Suprimir l’últim tram cap a sobrevent. 
 
o Variar els angles interiors del triangle. 
 
o Utilitzar una porta en lloc d’una balisa de sotavent pels trams 
d’empopada. 
 
o Utilitzar una balisa de desmarcatge al principi dels trams 
d’empopada. 
 
o Utilitzar les balises de sotavent i sobrevent com balises de sortida 
i arribada respectivament. 
 











Figura 6: Recorregut Trapezoïdal: Sortida – 1 – 2 – 3 – 2 – 3 – Arribada i 
Sortida – 1 – 4 – 1 – 2 – 3 – Arribada. 
  
Poc utilitzat en creuers. 
 
Les opcions del recorregut inclouen: 
 
o Afegir trams addicionals. 
 
o Substituir la porta amb una balisa o utilitzar una porta també en el 
bastó de l’esquerra. 
 
o Variar els angles interiors dels trams de llarg. 
 
o Utilitzar una balisa de desmarcatge al principi dels trams 
d’empopada. 
 
o Finalitzar a sobrevent en lloc de en un llarg. 
 






- Recorreguts costaners 
 
Com el seu nom indica son els recorreguts que van per la costa. Us 
presentem alguns recorreguts d’exemple del Trofeu Port Ginesta: 
 
 
Figura 7: Exemple de recorregut costaner 1 
 
Figura 8: Exemple de recorregut costaner 2 
 





- Recorreguts transoceànics 
 
Son els recorreguts amb més renom i transcorren en més d’un mar o oceà. 













1.5.5 Sensors d’informació 
 
Normalment les embarcacions de competició disposen de múltiples sensors 
que mesuren tot tipus de dades com força del vent, velocitat de la nau, etc. A 
part d’aquests, també disposen d’un localitzador GPS que els permet saber la 
posició, el rumb sobre el fons, velocitat sobre el fons, etc. 
 
Totes aquestes dades són recol·lectades pel processador central del sistema 
electrònic del vaixell, que les tractarà obtenint altres dades calculades com la 
velocitat real del vent, angle real del vent, i moltes altres. Sobre aquest 
processador es pot connectar un ordinador que pot executar eines per tractar 
aquestes dades. 
 
Un d’aquests programes realitzarà altres càlculs més complexos per obtenir 
dades addicionals i ho guardarà en fitxers de Log, Aixi els tripulants podran 
consultar aquestes dades en temps real, o utilitzar el fitxer de Log amb altres 
eines per fer altres mesures o representacions gràfiques. 
 
El control dels sensors i de la resta de l’equip electrònic són responsabilitat de 
la tripulació, que podrà calibrar-los i configurar-los. També, amb l’eina de 
recol·lecció, es poden configurar diversos paràmetres sobre qué i com es vol 
guardar al fitxer de Log.  
 
A continuació us mostrarem una taula amb les dades més típiques que es 
solen recol·lectar en un vaixell de competició. Quin nom té dins del log, quin 
nom real  i una petita descripció del que representa. 
 
 
Nom Log Nom variable Descripció 
Position Position Posició. Latitud i longitud segon s el GPS. 
Datetime Datetime Data 
TW_speed True Wind Speed (TWS) Velocitat real del vent 
Heel Heel Escora, angle de inclinació del vaixell. Valors positius 
per estribord, negatius per babord. 
Heel_Targ Heel Target Escora objectiu. Varia amb la TWS. Tot i que es mesura 
sempre, aporta informació en cenyida. 
Ext_SOG Speed Over Ground (SOG) Velocitat del vaixell segons el GPS 
Boatspeed Boat speed Velocitat de la nau segons el sensor de velocitat. 
Vs_targ Velocitat Target Velocitat objectiu, varia amb la TWS. 
Vs_targ% Velocitat Target % % de Velocitat Target: Boatspeed/Vs_targ*100 
TW_angle True Wind Angle (TWA) Angle real entre el rumb de l’embarcació i el rumb del 
vent. 
> estribord , < babord 
Navegant en: 
    Cenyida(upwind): 0<=|TWA|<=120 
   Popa(downwind):120<=|TWA|<=180 
TWA_Targ True Wind Angle Target Angle real objectiu, varia amb la TW_speed i si es 
navega amb cenyida o popa. 
AW_angle Apparent Wind Angle (AWA) Angle aparent entre el rumb de la nau i el rumb del vent. 
No té en compte el moviment del vaixell. 
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> estribord , < babord 
Navegant en: 
    Cenyida(upwind): 0<=|AWA|<=60 
  Popa(downwind):60<=|AWA|<=180 
AW_speed Apparent Wind Speed (AWS) Velocitat aparent del vent. No té en compte el moviment 
del vaixell. 
Leeway Leeway Deriva, angle de diferencia entre el rumb que fa la proa 
del vaixell i el rumb real. La nau navega “de costat”. 
< estribord , > babord 
Ext_COG Course Over Ground (COG) Rumb del vaixell segons el GPS 
Course Course Rumb del vaixell tenint en compte la deriva: Course = 
Heading+Leeway 
Heading Heading Rumb del vaixell segons el sensor 
TW_Dirn True Wind Direction (TWD) Direcció o rumb del vent 
VMG Velocity Make Good (VMG) Càlcul vectorial que mesura el rendiment de la nau, 
velocitat,  en funció de la seva velocitat i el seu angle: 
VMG = Boatspeed*cos(TWA) 
< en popa , > en cenyida 
Forestay Forestay Pressió del sensor de l’estai 
Rudder Rudder Angle del timó respecte la proa del vaixell. Valor 
positius quan el timó va cap a estribord, negatius cap a 
babord. 
Rudder_Targ Rudder Target Angle del timó objectiu, varia amb la TWS. Tot i que es 
mesura sempre, només aporta informació en cenyida. 
Vs_Nav Vs_Nav Velocitat objectiu segons els polars del vaixell. 
Coincideix amb la velocitat objectiu per als TWA_targ i 
també dóna la velocitat objectiu per angles diferents als 
de cenyida i popa pura. 
Varia amb la TWS o el TWA 
Vs_Nav% Vs_Nav% % de velocitat segons les polars: 
Boatspeed/Vs_Nav * 100 
MCurRate MCurRate Intensitat del corrent mesurat en el mar. Velocitat. 
MCur_Dir MCur_Dir Rumb o direcció cap a on va el corrent. 
 
Figura 11: Taula Dades típiques dels fitxers de Log 
 
 





2. ANÀLISI DE REQUERIMENTS 
 
L’anàlisi de requeriments és la part on determinem les característiques del 
Sistema que tenen que ser cobertes pel desenvolupament del software. En 
primer lloc definirem els objectius, funcionalitats i restriccions del maquinari i 
programari, i posteriorment especificarem que aquests requeriments es 
compleixin pel Performance Tracker. 
 
Aquests requeriments són consensuats amb el client després de realitzar 
entrevistes i reunions. 
 
Dividirem els requeriments en dos parts diferenciades, funcionals i no 
funcionals: 
 
2.1. Requeriments funcionals 
 
Amb aquests requeriments definirem les funcionalitats de l’aplicació, per tant el 
comportament que ha de tenir per satisfer les necessitats de l’usuari. Són el 
motiu del perquè s’ha realitzat aquest programari. 
 
2.1.1 Importació de fitxers de Log 
 
És una de les funcionalitats principals. Sense aquesta no podríem fer la resta. 
El Sistema ha de ser capaç d’extreure les dades dels fitxers de Log generats 
per una eina externa. Aquests fitxers són plans, tenen l’extensió .log i poden 
tenir una mida considerable, ja que les seves dades són la informació de cada 
segon d’una regata que pot durar dies. 
 
La primera línia del log és el de la capçalera, i descriu el nom dels camps 
continguts en cada registre de dades. La capçalera pot ser de qualsevol mida 
però perquè sigui útil i funcional per al nostre sistema ha de tenir un mínim de 
tres camps. Posició, data i un valor per poder fer al menys un dels càlculs. 
Aquest és un dels requeriments per poder importar les dades del log. 
 
La resta de línies corresponen a cada instant de la regata que el programari 
extern ha anat enregistrant. La posició dins la línia indica el camp, de la 
mateixa posició, associat de la capçalera. 
 
Tant els camps de la capçalera com els valors de les dades, han d’estar 










2.1.2 Selecció del tipus de dades importades 
 
Aquest requeriment ens indica que el Sistema ha de saber detectar, dins la 
capçalera, quin tipus de dades estem utilitzant. El Sistema guardarà 
l’associació del tipus de dada per cada nom de la capçalera. Si hi ha algun 
canvi en els camps de la capçalera ho detectarà i ens permetrà indicar quin 
tipus de dada ha de tenir associat aquest nou camp. 
 
Segons el tipus de dada ens permetrà realitzar els càlculs en altres 
funcionalitats del Sistema. El Sistema ha de permetre triar entre els següents 
tipus de dades: 
 
Position: Posició. És el tipus de dada que ens indicarà on estava el vaixell. Hi 
ha dos possibles formats per representar aquesta dada. Un es representa amb 
dos números reals, un per la latitud i l’altre per la longitud, separats per una 
coma (,). "[-]d.dddddd,[-]d.dddddd".  Aquest és el tipus amb el que treballarem. 
 
I l’altre es representa amb graus i minutsi, indicant si es nord – sud, est – oest, 
separats per un espai. "ddmm.mmmmN[S] dddmm.mmmmE[W]". En el nostre 
sistema es transformarà automàticament en el format anterior per poder 
treballar. 
 
Ens permetrà dibuixar el recorregut de la regata. Aquest tipus de dada és 
essencial pel Sistema i te d’haver-hi almenys un camp d’aquest tipus 
 
 
En tot log, ha d’haver-hi un o varis camps que ens indiqui el moment exacte 
que ha recol·lectat les dades de cada línia. Aquest camp és necessari per fer 
càlculs, per tant és obligatori que el log tingui un tipus Date, o un de Time. 
Per poder gestionar qualsevol format de data que ens pugui arribar, tindrem 
quatre tipus de dades diferenciats.  
  
Date: Data complerta amb el format “dd/mm/yy hh:mm:ss” . 
 
Date 'mdy hms’ : Data complerta amb el format “mm/dd/yy hh:mm:ss” . 
 
Time: Hora en que s’enregistra les dades de la línia. Format “hh:mm:ss”. 
 
Day-dd/mm/yy: Dia amb el format “dd/mm/yy”. 
 




Percentage: Percentatge. Són les dades ja calculades pel programa extern 
que ha recol·lectat les dades i, els valors estan en tant per cent.  
 
Angle: Aquest tipus de dada indica angles en graus. Els seus valors oscil·laran 
entre 0 i 180 graus. Per exemple, l’angle del vent respecte el rumb del vaixell, 
(TWA), l’angle del timó respecte la proa del vaixell (Rudder)... 
24 
 
Course: Rumb. Són les dades que representen rumbs amb graus, els seus 
valors estan compresos de 0 a 359 graus. Per exemple, el rumb (Course), 
direcció del vent (TW_Dirn)....  
 
Speed: Velocitat. Tipus de dada que mostra la velocitat, mesurada en nusos i 
representada amb números reals. Camps d’aquest tipus poden ser la velocitat 
de l’embarcació (Boatspeed), velocitat real del vent (TW_speed) ... 
 
Pressure: Pressió. Camps que mesuren la pressió amb tones, i representats 





2.1.3 Seleccionar els tipus de càlcul i els camps utilitzats 
 
Els colors dels punts que formaran el recorregut venen donats per un límits 
fixats sobre un valor en tant per cent. De les dades que importem hi ha de 
diversos tipus, i per tant, per obtenir un valor percentual necessitem que el 
Sistema ens permeti realitzar tot tipus de càlculs. 
 
Així dons, el Sistema ha de oferir la possibilitat de triar els camps i el tipus de 
càlcul ha de fer per obtenir aquest valor per cada punt. 
 
Segons el tipus de dades que tenim haurem de triar entre tres tipus de càlculs: 
 
Columna senzilla (% directe) : Ens referim quan no s’ha de fer cap càlcul. El 
valor del camp ja és un valor percentual. Per tant, l’aplicació només ens deixarà 
elegir els camps que tenen com a tipus de dades “Percentage”. 
 
Columna Calculada: Amb aquesta opció s’ha de realitzar un càlcul per obtenir 
un valor percentual. El Sistema només ens deixarà elegir els camps que tenen 
tipus de dades diferents a Position, Date i Percentage. I un cop elegit el camp 
inicial, tindrem que elegir el camp objectiu, el de referència, per realitzar el tant 
per cent.     
 
Columna calculada complexa: Aquesta tercera opció ens ha de permetre 
realitzar càlculs més complexes per obtenir una dada objectiu amb el que 
compararem amb el camp inicial. Tant el camp inicial com el primer camp 
objectiu seran del tipus Speed. El segon camp objectiu serà del tipus Angle. 
 
Per exemple, el càlcul de VMG_target (Velocity Make Good) s’obtindrà a partir 
de la següent fórmula: 
 
VMG_targ = Vs_targ*cos(TWA_targ) 
 
I a continuació, es podrà fer el percentatge del valor inicial VMG sobre el valor 





2.1.4 Generar imatge amb el recorregut de la regata 
 
Un cop carregades les dades al Sistema, aquest ha de generar una imatge a 
partir d’un mapa de Google Maps i dibuixar el recorregut de la regata sobre el 
mateix. Si no hi ha connexió a Internet, la imatge es crearà sobre un fons blau. 
 
Els punts del recorregut es calcularan a partir del camp “Position” i es 
dibuixaran al mapa.  
 
Els colors de les línies del recorregut seran calculats, en cada punt, a partir del 
valor del camp, o el resultat del càlcul a partir de diversos camps triats, i els 
límits establerts d’una escala de colors. 
 
Dins la imatge també es dibuixarà la llegenda amb els límits dels colors, el nom 
del camp o camps calculats, l’inici i final de la cursa.  
 
Dins la visualització de la imatge, el Sistema ens ha de permetre realitzar zoom 





2.1.5 Generar  imatge del recorregut amb fletxes de vent 
 
És un requisit lligat amb l’apartat anterior, ja que és similar però mostrarà 
informació diferent. El Sistema ha de permetre visualitzar el recorregut de la 
regata amb les dades de vent obtingudes sobre un mapa, com al punt anterior.  
 
Es dibuixarà el recorregut per saber per on anava el vaixell i sobre aquest es 
dibuixaran fletxes de vent que indicaran en cada zona la direcció del vent i la 
seva intensitat. 
 
Dins la imatge es dibuixarà la llegenda amb els tipus de fletxa i quina intensitat 
representa. El nom del mapa i l’inici i final del recorregut. 
 









2.1.6 Definir límits per als colors del recorregut 
 
Aquest és el requeriment perquè el Sistema ens permeti canviar els límits per 
dibuixar cada punt amb un color diferent segons el seu valor, tal com s’ha 









2.1.7 Desar imatge del mapa 
 
El Sistema ens ha de permetre desar la imatge que estem visualitzant en un 





2.1.8 Crear fitxer Kml 
 
Per poder veure el recorregut més nítidament i amb detalls, el Sistema ens ha 
de permetre crear un fitxer kml per poder visualitzar el recorregut amb Google 
Earth. 
 
La informació que s’ha de guardar en el fitxer kml ha d’incloure el recorregut 
amb els seus colors, tal com es visualitza en el programa. Els indicadors d’inici i 
final de la cursa com una llegenda amb els límits i colors utilitzats. 
 
També s’ha d’incloure indicadors de vent, tipus fletxa, indicant cap a on va el 
vent i quina intensitat te, en els diversos punts de la cursa. Apart d’afegir a la 
llegenda les formes de les fletxes i quina intensitat de vent representa. 
 
Per poder calcular els indicadors del vent, el fitxer log carregat ha de tenir les 
dades que indiquin la direcció del vent i la seva intensitat. Normalment, venen 





2.1.9 Seleccionar trams del recorregut 
 
Aquest és un dels grans requeriments dins l’eina. El Sistema ha de permetre 
seleccionar trams de la cursa de manera gràfica i còmoda. 
 Al crear el tram, el Sistema realitzarà les mitjanes de cada camp durant aquest 
període i ens ho mostrarà.  
 
Es podran desar els trams associats al Log carregat dins el Sistema per a 
properes utilitzacions. Com també es podran exportar els resultats de les 
mitjanes dels trams a un fitxer csv. 
 
Una altra funcionalitat que podrem tenir amb els trams, és que el Sistema ens 
permeti utilitzar un tram com si fos un log nou. Dibuixant el mapa amb el 
recorregut i poder realitzar les altres funcionalitats. 
A més de poder desar les dades del tram en format Log. I sempre amb l’opció 





2.1.10 Imprimir informe 
 
Un altre requeriment important és la possibilitat de generar un informe i poder-
lo imprimir. 
 
En aquest informe ha de sortir la imatge del recorregut, tal com s’està 
visualitzant en aquest moment i una taula amb els valors de les mitjanes per 
cada camp. Si hi ha trams creats, cada línia de la taula ha de ser un tram, i si 












2.2. Requeriments no funcionals 
 
Són un conjunt de requisits que defineixen els criteris que ha de tenir el 
Sistema per realitzar les tasques en el seu conjunt. Aquestes qualitats poden 
tenir restriccions per diversos factors, econòmics, estructurals, de seguretat, 
legals, o de qualitat de software. 
 
 
2.2.1 Entorn de desenvolupament 
 
Totes les tecnologies utilitzades en aquest projecte han de ser programari 
lliure, això vol dir que la utilització del codi del programari ha de ser gratuït.   
  
El llenguatge a utilitzar ha de ser Java, en la seva versió 1.6. ja que ens aporta 
diverses avantatges per conquerir els nostres requeriments. 
 
Un requeriment que ens imposa el client es que el Sistema s’ha de poder 
executar correctament en un Sistema operatiu Microsoft Windows 7, però 
gracies a que el llenguatge Java és multiplataforma, podrà ser executat en 





El Sistema haurà de respondre a la interacció de l’usuari immediatament, 




2.2.3 Lliure d’errors 
 
Aquest requeriment és desitjable en qualsevol sistema. Com tindrem diferents 
entrades de dades tant per logs, com per d’interacció amb l’usuari, el Sistema 
ha de detectar entrades incorrectes, solucionant el problema si és possible o 





Requeriment relacionat amb l’anterior, el Sistema ha de saber gestionar les 








Alhora d’implementar el Sistema es desitjable oferir suficient modularitat per 
poder reemplaçar les parts del Sistema amb facilitat. Aquest factor de qualitat 






Un altre aspecte important es que l’aplicació sigui amigable i usable de cara a 
l’usuari que utilitzi l’eina. Així la percepció produïda per l’aplicació a l’usuari 





Al triar Java com a plataforma de desenvolupament del Sistema, estem 
millorant un dels factor de qualitat com es la portabilitat. Ja que un dels seus 
punts fort es aquest. L’aplicació podrà ser executada en qualsevol màquina que 
tingui instal·lada el Java Virtual Machine. 
 
 
2.2.8 Restriccions en el format del Log 
 
El Sistema considerarà unes restriccions de format al carregar el log. El fitxer 
log ha de tenir les dades separades per tabulacions i la primera línia de dades 







3. Especificació del Sistema 
 

































10.4. Especificació de casos d’ús 
 
3.2.1. Especificació del cas d’ús “Obrir Log” 
 
Cas d’ús: Obrir un nou Log 
 
Actors: Usuari, Sistema 
 
Propòsit: Lectura de la informació del log d’una regata per ser tractada pel 
programa. 
 
Resum: L’usuari ha recol·lectat dades d’una regata en un fitxer log. 
El Sistema llegeix la informació, la tracta, i la guarda en memòria 
perquè l’usuari pugui realitzar altres funcions. 
Al finalitzar es mostrarà el recorregut de la regata amb colors 
distintius sobre un mapa de Google Maps. 
 




1- L’usuari ha recol·lectat les dades 
d’una regata en un fitxer de Log 
2- L’usuari  indica al Sistema que 
desitja obrir-lo seleccionant del 




























3-  El Sistema llegeix el fitxer de 
Log i guarda la informació en 
memòria.. 
 
4- El Sistema comprova si hi ha 
diferències entre els camps de 
les dades obtingudes i els que el 
Sistema té guardats. 
 
5- El Sistema genera una imatge 
amb el recorregut calculat per 
les coordenades i la primera 
dada tipus %. Tot sobre un mapa 
obtingut de Google Maps. 
 
6- El Sistema mostra la imatge 
 










Qualsevol línia: Si l’usuari cancel·la finalitzarà el cas d’ús. 
 
Línia 4: Si el Sistema detecta que hi ha diferències en els camps, iniciarà el cas 
d’ús “Selecció Tipus Camps”. Si s’executa amb èxit continuarà el cas d’ús en el 
següent punt. 
 
Línia 5: Si el Sistema no pot obtenir el mapa d’ubicació de la regata de Google 




Línia 3: Si el fitxer ha obrir no és tipus log o hi ha un error al llegir el fitxer, el 





3.2.2. Especificació del cas d’ús “Desar foto” 
 
Cas d’ús: Desar foto mapa 
 
Actors: Usuari, Sistema 
 
Propòsit: Desar la imatge del mapa en format png. 
 
Resum: El Sistema desarà la imatge del mapa actual en un fitxer png 
indicat per l’usuari. 
 
Pre-condicions: Hi ha carregat un log. 
 
 




1- L’usuari selecciona l’opció del 
menú “Save picture”  
2- L’usuari indicarà el nom del 














3- El Sistema guardarà la 
imatge que actualment es 
mostra en format png, amb el 
nom i lloc indicat. 













Qualsevol línia: Si hi ha un error al desar la imatge, el Sistema mostrarà un 




3.2.3. Especificació del cas d’ús “Crear Kml” 
 
Cas d’ús: Crear Kml 
 
Actors: Usuari, Sistema 
 
Propòsit: Crear un fitxer kml amb informació del recorregut de la regata per 
poder-la visualitzar amb Google Earth. 
 
Resum: El Sistema crearà un fitxer kml amb la informació del recorregut 
de la regata que es visualitzi actualment.  
 








1- L’usuari selecciona l’opció del 
menú “Create KML”  
2- L’usuari indicarà el nom del 















3- El Sistema crearà el fitxer kml 
indicat amb els valors utilitzat 
per crear el mapa que s’està 
visualitzant. 














Qualsevol línia: Si hi ha un error al crear el fitxer, el Sistema mostrarà un 




3.2.4. Especificació del cas d’ús “Desar Log” 
 
Cas d’ús: Desar Log 
 
Actors: Usuari, Sistema 
 
Propòsit: Crear un fitxer de Log del tram seleccionat a partir del log original. 
 
Resum: El Sistema crearà un fitxer de Log, amb la part de les dades del 
log original, que estarà limitada pel tram prèviament seleccionat.  
 
Pre-condicions: Hi ha seleccionat i dibuixat un tram del log original. 
 




1- L’usuari selecciona l’opció del 
menú “Save new log”  
2- L’usuari indicarà el nom del 














3- El Sistema crearà el fitxer log 
indicat amb els valors del 
tram visualitzat. 









Qualsevol línia: Si hi ha un error al crear el fitxer, el Sistema mostrarà un 








3.2.5. Especificació del cas d’ús “Selecció Tipus Camps” 
 
 
Cas d’ús: Selecció Tipus Camps 
 
Actors: Usuari, Sistema 
 
Propòsit: Definir el tipus de dades que estan identificats pels nous camps  
del log. 
 
Resum: El Sistema associarà els nous camps obtinguts del nou log amb el 
tipus de dada que l’usuari ha seleccionat per aquests.   
 
Pre-condicions: Hi ha carregat un log. 
 
 











3- L’usuari selecciona per a 











1- El Sistema ha detectat que hi 
ha nous camps en el log 
carregat i inicia el cas d’us. 
2- El Sistema mostrarà els nous 






4- El Sistema associarà cada 
camp amb el tipus de dada 
seleccionat. 















3.2.6. Especificació del cas d’ús “Canviar límits” 
 
Cas d’ús: Canviar Límits 
 
Actors: Usuari, Sistema 
 
Propòsit: Definir els límits per a cada color per dibuixar els punts dins del 
recorregut. 
 
Resum: El Sistema associarà els nous límits que l’usuari ha seleccionat 
per a cada color.   
 
Pre-condicions: Hi ha carregat un log. 
 
 




1- L’usuari selecciona l’opció del 
menú “Limits Change Colors”  
2- L’usuari indicarà per a cada 















3- El Sistema associarà els 
valors seleccionats amb el 
seu color. 
4- El Sistema torna a dibuixar el 
recorregut sobre el mapa, 
amb els nous colors, segons 











3.2.7. Especificació del cas d’ús “Seleccionar Camps a Calcular” 
 
Cas d’ús: Seleccionar Camps a Calcular 
 
Actors: Usuari, Sistema 
 
Propòsit: Seleccionar els camps que s’utilitzaran per calcular els valors amb 




Resum: El Sistema calcularà, a partir del tipus de càlcul i els camps 
seleccionats per l’usuari, els valors que seran utilitzats per a 
dibuixar el recorregut.   
 
Pre-condicions: Hi ha carregat un log. 
 
 




1- L’usuari selecciona l’opció del 
menú “Select fields to 
calculate”  
2- L’usuari selecciona el tipus 
de càlcul que es vol realitzar 
entre tres opcions: Columna 
simple(%), Columna 





4- L’usuari selecciona els 




















3- El Sistema mostrarà els 
camps que es poden utilitzar 






5- El Sistema calcula els valors 
amb el tipus de càlcul i els 
camps implicats que han 
estat seleccionats. 
6- El Sistema torna a dibuixar el 
recorregut sobre el mapa, 














3.2.8. Especificació del cas d’ús “Seleccionar Trams” 
 
Cas d’ús: Seleccionar Trams 
 
Actors: Usuari, Sistema 
 
Propòsit: Seleccionar trams del recorregut i calcular les mitges dels valors 
dins d’aquest per a cada camp. 
 
Resum: L’usuari seleccionarà trams a partir d’una gràfica i el Sistema 
calcularà les mitges de tots els camps per als valors compresos 
dins aquest tram. A partir d’aquests trams es podran realitzar 
altres funcionalitats. 
 
Pre-condicions: Hi ha carregat un log. 
 




1- L’usuari selecciona l’opció del 











4- L’usuari selecciona l’inici del 
nou tram. 
5- L’usuari selecciona el final 
del tram. 













2- El Sistema mostrarà una 
gràfica amb els valors de 
TW_angle respecte al temps. 
3- El Sistema comprovarà s’hi 
ha trams desats a la 
configuració i associats a 
aquest log. Si n’hi ha, els 
mostrarà, sinó calcularà i 








7- El Sistema calcularà les 
mitges dels valors compresos 






Qualsevol línia: Si l’usuari cancel·la o tanca, el Sistema comprovarà si hi ha 
trams nous sense desar. Si n’hi ha, iniciarà el cas d’ús “Desar Trams” i 




Qualsevol línia: Si hi ha modificacions dels trams i l’usuari prem l’opció “Save”, 
el Sistema iniciarà el cas d’ús “Desar Trams”. 
 
Qualsevol línia: Si l’usuari prem l’opció “Export legs”, el Sistema iniciarà el cas 
d’ús “Exportar Trams”. 
 
Qualsevol línia: Si hi ha seleccionat un tram i l’usuari prem l’opció “Draw leg”, el 
Sistema iniciarà el cas d’ús “Dibuixar Trams”. 
 
Qualsevol línia: Si hi ha seleccionat un tram i l’usuari prem l’opció “Remove 






3.2.9. Especificació del cas d’ús “Desar Trams” 
 
Cas d’ús: Desar Trams 
 
Actors: Usuari, Sistema 
 
Propòsit: Guardar els trams relacionats amb el log carregat dins el Sistema. 
 
Resum: El Sistema guardarà tots els trams creats i les seves dades dins la 
configuració del programa per a properes manipulacions del log 
carregat.   
 
Pre-condicions: Hi ha carregat un log. Hi ha trams creats. 
 




1. L’usuari ha creat o eliminat 
trams en el cas d’ús 















2- El Sistema guardarà en 
fitxers de configuració del 
programa les dades dels 













Qualsevol línia: Si hi ha un error al crear el fitxer, el Sistema mostrarà un 
missatge d’error i finalitzarà el cas d’ús. 
 
 
3.2.10. Especificació del cas d’ús “Exportar Trams” 
 
Cas d’ús: Exportar Trams 
 
Actors: Usuari, Sistema 
 
Propòsit: Guardar totes les dades dels trams creats en un fitxer csv. 
 
Resum: El Sistema guardarà tots els trams creats i les dades que es volen 
guardar per cada un d’ells en un fitxer csv indicat per l’usuari.   
 
Pre-condicions: Hi ha carregat un log. Hi ha trams creats. 
 




1. L’usuari ha creat o eliminat 
trams en el cas d’ús 
“Seleccionar Trams” . 
2. L’usuari seleccionarà els 
camps que es volen desar 
del tram. 
3. L’usuari indicarà el nom del 


















4- El Sistema crearà el fitxer csv 
indicat amb les dades dels 
trams creats. 










Qualsevol línia: Si hi ha un error al crear el fitxer, el Sistema mostrarà un 




3.2.11. Especificació del cas d’ús “Dibuixar Tram” 
 
Cas d’ús: Dibuixar Tram 
 
Actors: Usuari, Sistema 
 
Propòsit: Substituir el log original per les dades d’un dels trams 
seleccionats. Generar i mostrar el mapa. 
 
Resum: El Sistema substituirà les dades del programa per les dades del 
tram seleccionat prèviament per l’usuari.  El Sistema generarà el 
nou mapa amb el recorregut obtingut per les noves dades. 
 
Pre-condicions: Hi ha carregat un log. Hi ha trams creats. 
 




1. L’usuari ha seleccionat un 
tram en el cas d’us 
“Seleccionar Trams” i cridat a 

















2- El Sistema substituirà les 
dades del programa per les 
dades compreses dins el 
tram elegit. 
3- El Sistema generarà i 
mostrarà el recorregut amb 
les dades noves sobre un 










3.2.12. Especificació del cas d’ús “Imprimir” 
 
Cas d’ús: Imprimir 
 
Actors: Usuari, Sistema 
 
Propòsit: Imprimir un document amb la imatge del recorregut mostrat i les 




Resum: El Sistema generarà un document amb la imatge del mapa actual i 
les dades elegides dels trams desats per aquest log. El Sistema 
enviarà a imprimir aquest document. 
 
Pre-condicions: Hi ha carregat un log. Hi ha trams creats. 
 
 




1- L’usuari selecciona l’opció del 
menú “Print”  
2- L’usuari seleccionarà els 
camps que es volen afegir a 


















3- El Sistema generarà un 
document amb el mapa 
actual i les dades dels trams 
associats al log actual que hi 
han guardats. 
4- El Sistema enviarà a imprimir 
el document creat. 
5- El Sistema informa que s’ha 








Qualsevol línia: Si hi ha un error al crear el document o bé a l’imprimir, el 




3.2.13. Especificació del cas d’ús “Carrega log original” 
 
Cas d’ús: Carrega log original 
 
Actors: Usuari, Sistema 
 
Propòsit: Carregar les dades del log original. 
 
Resum: El Sistema substituirà les dades del programa per les del log 
original. El Sistema generarà el nou mapa amb el recorregut 
obtingut per les noves dades. 
 
Pre-condicions: Hi ha seleccionat i dibuixat un tram del log original. 
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1- L’usuari selecciona l’opció del 















2- El Sistema substituirà les 
dades del programa per les 
dades del log original. 
3- El Sistema generarà i 
mostrarà el recorregut amb 
les dades noves sobre un 









3.2.14. Especificació del cas d’ús “Seleccionar tipus de Mapa” 
 
Cas d’ús: Seleccionar tipus de Mapa 
 
Actors: Usuari, Sistema 
 
Propòsit: Canviar la imatge del mapa a mostrar per l’altre tipus. Canvia del 
Mapa normal a Mapa de vent, o viceversa. 
 
Resum: El Sistema substituirà el mapa actual pel mapa que no està 
carregat. El crearà i el carregarà per poder-lo visualitzar. 
 
Pre-condicions: Hi ha carregat un log. 
 
 




1- L’usuari selecciona l’opció del 











2- El Sistema generarà i 
mostrarà el recorregut 
corresponen sobre un mapa 












- El nombre de valor ha de ser igual al nombre de Camps per Capçalera. 
 
 




El model conceptual del Sistema mostra la informació que s’obté del fitxer Log 
d’una regata i que es guardarà en memòria per ser utilitzada pel programa. 
 
Per cada fitxer Log importat obtindrem una capçalera composta per camps i un 
nombre de línies on es trobaran els valors per a cada moment de la regata. 
 








Al llarg d’aquest capítol, ens centrarem en descriure com el Sistema ha de 
resoldre les funcionalitats que hem especificat anteriorment. 
 
En primer lloc determinarem el patró arquitectònic de l’aplicació, les tecnologies 
utilitzades i com aquestes s’adapten al nostre Sistema.  
  
Finalment descriurem els patrons de disseny que s’han aplicat en les diferents 




4.1. Patrons arquitectònics 
 
Amb l’objectiu de complir amb els requisits determinarem la distribució dels 





4.1.1 Patró Arquitectura per Capes 
 
L’arquitectura per capes es un dels patrons arquitectònics més utilitzats. La 
idea de fer una separació en capes és que cada una d’elles compleixi un rol i 
tingui responsabilitats ben definides. Per exemple separant la interacció de 
l’usuari amb les dades. 
 
D’aquesta manera, aconseguim encapsular funcionalitats afavorint la seva 
reutilització. A part, es redueix l’impacte davant qualsevol canvi tecnològic.  
 
 
Es poden fer servir tantes capes com rols tinguem. En el nostre cas, i el més 










La figura anterior, mostra l’usuari, el Sistema amb les tres capes i les dades, i la 
comunicació que hi ha entre cadascun. 
 
La capa de presentació és la que veu l’usuari, també coneguda com capa 
d’usuari, presenta el Sistema a l’usuari, l’hi comunica la informació i captura la 
informació de l’usuari. A part de l’usuari, aquesta capa només es comunica 
amb la capa de domini. En aquesta capa tindrem totes les classes relacionades 
amb les vistes i el tractament de la informació per interactuar amb l’usuari i la 
capa de domini. 
 
La capa de domini, també coneguda com a capa de negoci, és on resideix la 
lògica del Sistema. Rep les peticions de l’usuari i contesta la resposta 
processada  a través de la capa de presentació. Per realitzar aquest procés, si 
es necessari, es comunicarà amb la capa de dades per obtenir la informació 
emmagatzemada. 
Aquí tindrem totes les classes representades en el diagrama de classes de 
domini de la Figura 14 que hem vist anteriorment.   
 
La capa de dades és on resideixen els gestors que ens permetran accedir a les 
dades persistents. Rebran peticions d’emmagatzemar o de recuperar dades per 
part de la capa de domini. En el nostre cas, no utilitzarem gestors per a base de 
dades que és el més habitual, sinó gestors per tractar fitxers de text sense 
format (log, csv, kml...)     
Capa de Presentació 
Capa de Domini 






4.2. Patrons de Disseny 
 
 
L’ús de patrons de disseny és una manera genèrica de donar resposta a un 
problema i les seves solucions.  Un patró és una solució provada d’un problema 






4.2.1 Patró Model – Vista – Controlador (MVC) 
 
Aquest patró indica com separar la lògica de l’aplicació (Model) de les dades de 
la presentació (Vista) amb una lògica de control (Controlador).  
Els esdeveniments produïts per l’usuari sobre les vistes són processats pel 
controlador, fa peticions a la lògica de negoci representada pel model si és 
necessari, i genera resposta a la vista si és el resultat de la petició.  
 
L’ús d’aquest patró permet separar completament la part visible de la part 
interna. Això fa que faciliti l’evolució per separat de les dues parts, incrementant 
la reutilització i la flexibilitat.  
 
En el nostre Sistema, aquest patró l’utilitzarem en la capa de presentació. 
Tindrem un controlador que es comunicarà amb la capa de domini per fer les 






















4.2.2 Patró Controlador 
 
Amb aquest patró s’afegeix una nova classe que serà l’encarregada de 
gestionar els esdeveniments del Sistema i delegar les responsabilitats a altres 
classes o controladors més específics. 
 
Això fa que s’incrementi la reutilització i que sigui un sistema escalable i 
mantenible. Ja que podem separar capes o parts dins aquestes capes de la 
resta. 
 
Dins la nostra aplicació, s’ha utilitzat dins la capa presentació, com a part del 
patró MVC que hem explicat abans.  
 
Dins la capa de domini, utilitzarem un controlador únic per facilitar la 
comunicació entre les capes i amb la resta de classes del model. S’ha decidit 
tenir un controlador únic ja que la dimensió del model no és molt gran i no té un 
nombre de funcionalitats de l’aplicació massa elevat, per tant, no implicarà una 



















4.2.3 Patró Expert 
 
Aquest patró ens dona una solució per assignar responsabilitats dins d’un 
disseny orientat a objectes. Assigna cada responsabilitat a l’expert en aquesta 
informació, la classe que té la informació necessària per complir aquesta 
responsabilitat. 
 
El beneficis d’aquest patró és que conservem l’encapsulament, tenint un baix 
acoblament i una alta cohesió. 
 
Dins de la capa domini trobarem diverses classes que utilitzen aquest patró, 
com la classe Log o Capçalera. També es poden considerar les classes de la 
capa de dades com a experts, ja que cada classe, que anomenem gestor, 




















Figura 18: Diagrama Patró Expert  
CAPA DADES 
GestorLogs GestorKML GestorFitxersCSV 
.LOG .KML .CSV 
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4.2.4 Persistència per a dades pròpies 
 
A part de gestionar dades de fitxers externs, com els Logs, o crear fitxers amb 
formats ja predeterminats, com els KML i CSV, necessitarem  una part de 
persistència per emmagatzemar dades necessàries pel nostre programa.  
 
Les dades que el nostre programa necessita emmagatzemar són recordatoris 
per a pròximes execucions. Per una part, es necessari recordar els camps i el 
seu tipus de dada per fer que el programa reconegui els camps al carregar el 
log, i fer que la utilització de l’eina sigui més usable. 
 
Amb el mateix objectiu, també és necessari desar els trams creats i associar-
los amb el seu log original. Així al carregar de nou el log podrem veure quins 
trams ja teníem creats. 
 
Com aquests dos tipus de dades que volem recordar no són de vital 
importància, ni necessitem cap tipus de seguretat extra, hem decidit desar 
aquestes dades en fitxers de text pla.   
 
En els dos casos l’estructura utilitzada es fer servir la primera línia del fitxer per 
a la capçalera amb els camps i les següents línies per a les dades. Dins les 
línies cada camp o dada estarà separat per el caràcter ASCII de tabulació.  
 
En el cas del trams, per a cada log carregat crearem un fitxer amb el mateix 
nom per poder-los associar. Tots aquests fitxers seran guardats en un directori 
per tenir-los controlats. 
 
Com és un tractament de dades persistents, aquestes funcions es realitzaran 
dins la capa de dades. Separarem cada situació per una classe diferent i 
aplicant el patró expert com hem mencionat en el capítol anterior. 
 
Aquestes dos classes les anomenarem GestorConfiguració, per guardar els 

























La implementació d’un sistema és una de les etapes en les que es detecten 
més problemes a l’hora d’aplicar les arquitectures i patrons de disseny que hem 
triat.  
 
En aquest capítol ens centrarem en alguns dels processos més importants del 
nostre Sistema, tant per la seva complexitat com per la seva rellevància dins el 
projecte.  
 
Explicarem com s’han tractat els aspectes vistos en els capítols anteriors a 
nivell de programació del codi. També mostrarem alguns diagrames parcials de 




5.1 Tractament de fitxers 
 
La responsabilitat del tractament de fitxers recau, en gran part, a la capa de 
dades. Per la implantació d’aquesta capa aplicarem el patró Expert, per a cada 
responsabilitat que recau sobre la capa utilitzarem una classe Expert que 
anomenarem Gestor.  
Per tant tindrem 5 classes dedicades: 
 
- GestorLogs: El que importarà i tractarà els fitxers de embarcació, els 
fitxers de Log. Tant per carregar com per desar. 
 
- GestorKML: És la classe que gestionarà tot el relacionat amb la creació 
de fitxers kml per poder veure el recorregut en Google Earth. 
 
- GestorFitxersCSV: Aquesta classe ens permetrà guardar fitxers CSV 
 
- GestorFitxersTrams: És la classe que ens facilitarà guardar les dades 
dels trams per al programa.  
 
- GestorConfiguració: És el gestor per poder guardar informació 
necessària pel funcionament de la nostra eina. 












Figura 20: Diagrama de Classes de la Capa de Dades 
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5.1.1 Fitxers de embarcació 
 
El tractament d’aquests fitxers és una de les parts més importants del Sistema, 
ja que obtindrem totes les dades necessàries per realitzar la resta de 
funcionalitats de la nostra eina. 
 
Com ja hem comentat en capítols anteriors, aquests fitxers (log) venen donats 
per eines externes que emmagatzemen tot tipus de dades dels sensors de les 
embarcacions. I per tal de fer un tractament òptim d’aquestes dades, utilitzarem 
els criteris establerts en els requeriments i que han de complir aquests fitxers.  
 
El tractament del fitxer log començaria quant l’usuari dóna l’ordre d’aquesta 
opció dins la vista principal. Ens indicarà on es troba el fitxer i quin és. 
 
Per realitzar aquesta acció, utilitzarem un gestor de fitxers log on tindrem el 
procediment per importar les dades del log i guardar-les en memòria, segons 
l’estructura de dades del domini del nostre Sistema. És a dir, que ens retornarà 
una classe amb totes les dades. La classe Log. Aquesta, al tenir totes les 
dades del fitxer importat, hem aplicat el patró Expert sobre ella, així que totes 
les responsabilitats sobre les dades recauen sobre ella. 
 
Aquest gestor realitzarà els primers tractaments de les dades segons els 
requeriments. Tractarà la separació de les dades dins el log, que com es va 
establir, ha de ser el codi ASCII de la tabulació.  
 
En aquesta part ens hem trobat que els fitxers no són del tot homogenis i hi ha 
línies del log que no són dades reals i es tenen d’eliminar. Tals com línies de 
capçalera en mig del log. Per tant, hem realitzat una sèrie de comprovacions 
per no carregar aquestes línies i també per comprovar que són fitxers que 
tenen el format que volem. 
 
Un altre problema que hem detectat durant les proves, és que dins de les 
dades del log tenim coordenades que no s’han tractat correctament i ens donen 
localitzacions fora de la regata. La solució aplicada a aquest problema l’hem 
aplicat a la classe Expert que conté les dades, la classe Log, per a que detecti 
aquestes dades errònies i les elimini. 
 
En aquest moment, ja tindrem les dades carregades al programa per poder ser 








5.1.2 Fitxers per a Google Earth 
 
Un dels requeriments importants que ens ha demanat el client és poder 
visualitzar el recorregut mitjançant el programa Google Earth.  
 
Google Earth utilitza els fitxers amb extensió kml per guardar o llegir informació 
que es visualitzà pel programa. Per aquest motiu, sempre parlem que s’ha de 
crear un fitxer kml amb la informació que volem per utilitzar Google Earth. 
 
Aquesta responsabilitat l’hem adjudicada a la classe GestorKML de la capa de 
Domini. El Controlador de Domini cridarà i passarà la informació per crear 
aquest fitxer kml. 
 
Per a la creació de fitxers kml necessitarem llibreries externes a les habituals 
de Java. Per tant, utilitzarem la llibreria JavaAPIforKml v2.2.0. per la creació 
de fitxers kml. Com aquests estan basats en el format i estructura dels fitxers 
xml, necessitem utilitzar una altra llibreria externa, la API  Jaxb-ri-2.2.6. 
 
Per dibuixar el recorregut per la creació del kml, necessitarem dades concretes 
de les carregades a l’aplicació. Per un costat necessitarem les dades que hem 
utilitzat per dibuixar el mapa que l’eina ens està mostrant, Posició, els valors 
calculats i els límits per als colors.  
 
Per altra banda, com tenim de dibuixar les fletxes del vent, necessitarem les 
dades de direcció i velocitat del vent.     
 
La quantitat de fletxes que dibuixarem serà proporcional a la quantitat 
d’informació que tenim. Exactament el 4% de les dades. Així obtindrem un 
nombre que mostrarà una bona visualització del recorregut sobre el mapa.  
 
La posició de les fletxes es calcularà a partir dels punts del recorregut pròxims 
perquè estigui separada de la línia que marca el recorregut. Amb la dada de 
direcció pintarem la fletxa indicant cap a on va el vent. I amb la dada de 
velocitat calcularem la grandària i el color de la fletxa.  
 
Una altra acció que ha de fer el gestor és la creació d’una llegenda que ens 
mostri els límits dels colors, tan per als valors del recorregut com per la 
intensitat del vent. Aquests paràmetres estaran prèviament configurats en la 
vista principal, ja que crearem el kml tal com es veu en aquesta vista. 
 
Per dur a terme aquest requeriment, ens hem trobat que Google Earth no té 
cap funcionalitat especifica per poder-ho fer, i només ens dona l’opció de 
carregar una imatge amb la llegenda, veure Figura 21.  
 
Per fer això, al crear el kml hem de posar una referència a la imatge, i aquesta 
ha de estar en un lloc concret. Pel la qual cosa, es va decidir amb el client que 







Donat aquest motiu, per poder visualitzar aquesta llegenda, una imatge en 
format png, ha de estar al mateix lloc que el fitxer kml.  
 
Igualment, es va decidir dibuixar les fletxes en el kml amb grandàries 










Figura 21: Llegenda per a Google Earth 
 
 
En la següent figura mostrem com es visualitzarà un kml creat per la nostra 









5.1.3 Fitxers CSV 
 
Un dels requeriment que volia el client era poder exportar les dades calculades 
dels trams a un fitxer per poder tractar-les amb altres programes, tipus fulls de 
càlcul.  
 
Uns dels formats més estàndards que utilitzen aquests programes són els 
fitxers csv. Per tant, vàrem escollir aquest format per poder exportar els trams. 
 
Aquesta funcionalitat la realitzarà el GestorFitxersCSV de la capa de dades. 
Aquest utilitzarà les llibreries pròpies de Java per tractar fitxers de text plans, ja 
que un fitxer csv en realitat és un fitxer de text que utilitza els caràcters amb 
codi ASCII per separar les dades. Més concretament, el caràcter “;”. 
 
El format que utilitzarem per guardar les dades dels trams serà similar a la dels 
fitxers log. En la primera fila guardarem la capçalera amb els camps elegits per 
l’usuari i la resta de línies seran les dades de cada un dels trams que tinguem.  
 










Figura 23: Exemple format CSV en text pla 
 
 








17/01/12 13:05:08;17/01/12 14:33:24; 16,62;21,75;8,63;8,84;97,51;65,05; 
17/01/12 13:35:01;17/01/12 13:46:06;17,16;21,65;8,81;8,62;101,42;62,86; 
17/01/12 13:35:41;17/01/12 13:42:28;20,45;21,64;7,6;7,5;102,93;37,69; 
17/01/12 14:19:46;17/01/12 14:24:09;19,78;22,14;6,61;7,59;86,9;31,7; 
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5.1.4 Fitxers propis de l’aplicació 
 
Pel funcionament de la nostra eina, necessitem guardar informació per 
properes execucions. Tindrem dos tipus de dades que necessitem guardar, i 
per cada un d’aquests tipus, tindrem un gestor a la capa de dades. 
 
Tots dos gestors crearan fitxers de text pla per guardar les dades i utilitzaran 
les llibreries pròpies de Java (java.io) per tal de crear els fitxers.  
 
 
- GestorConfiguració:  
 
Per un costat necessitem recordar l’estat del Sistema en matèria de 
camps i tipus de dades que estem treballant.  
Perquè a properes execucions, recordar-les i fer que el canvi de logs 
sigui menys feixuc. Ja que podrem comparar la capçalera del nou log 
amb la que teníem i així només preguntar a l’usuari per als nous camps. 
 
Aquesta informació es guardarà just quant carreguem un log, i es 
recuperarà a l’inici de l’execució del Sistema. 
 
Dins del fitxer es guardaran dues línies, una per els noms dels camps i 
l’altra per al tipus de dada. El separador per a cada dada és el caràcter 




- GestorFitxersTrams:  
 
Per altra banda, per facilitar l’estudi de les regates, a l’hora de treballar 
amb els trams, s’ha creat aquesta funcionalitat per guardar les dades 
dels trams per propers anàlisis del mateix log.  
 
Aquest gestor ens permetrà desar les dades dels trams en fitxers “.pft” 
dins del directori “PFTFiles”. Tindrem un fitxer per cada Log que hem 
carregat al Sistema, i estarà associat a ell perquè tindrà el mateix nom 
que el Log.  
 
La forma de guardar les dades dins el fitxer es similar al fitxer csv, ja que 
és pràcticament la mateixa informació. A la primera línia es guardarà la 
capçalera i a la resta de línies es guardaran les dades. 
La diferència amb el fitxer csv és que el separador de dades utilitzat és 










La capa de presentació és la més important dins el Sistema, ja que en la gran 
majoria de les funcionalitats tenen molta importància la part gràfica. 
 
Com s’ha explicat en el capítol 4.2.1 aplicarem el patró MVC. Crearem un 
controlador dins la capa de presentació per gestionar les vistes i que tingui 
accés al Model, capa de domini, per obtenir les dades per fer els càlculs. 
 
Aquest controlador l’anomenem CtrlVistes. Pràcticament tots els càlculs i 
accions les realitzarà aquesta classe, sobretot les que necessitin les dades de 
la capa de domini.  
 





Hi ha moltes funcionalitats que requereixen obrir o desar fitxers, i per fer 
això utilitzem la llibreria de Java Swing.FileChooser per demanar la ruta i 
el nom del fitxer. Per tant, s’ha creat un controlador només per fer 
aquestes accions.  
 
Apart d’aquesta responsabilitat, també utilitzarem aquest controlador per 





La funcionalitat de imprimir és part de la capa de presentació, ja que 
utilitza un dispositiu d’entrada i sortida com és la impressora per 
comunicar-se amb l’usuari, però es tenia que diferenciar de les vistes 
pròpiament dites. Per això, s’ha creat aquest controlador. 
 
 
Totes les vistes estan basades en la llibreria Swing de Java.  
L’organització de les vistes està centrada en una vista principal anomenada 
VistaPrincipal que es carregarà a l’iniciar el programa. 
 
Aquesta està composta per un menú on trobarem totes les opcions i el panell 












Figura 25: Diagrama de classes de Vistes Principals  
 
 




Aquests panell és la part visual de la funcionalitat de seleccionar els 
tipus de dades importades (capítol 2.1.2). Ens mostrarà els nous camps i 
ens permetrà seleccionar el tipus per a cadascun.  
 
- PanellSeleccioCamps:  
 
Per realitzar la selecció del tipus de càlcul i els camps a utilitzar 
mostrarem aquest panell.  
Aquest  ens mostrarà les opcions dels tipus de càlcul que podem 
realitzar, i al seleccionar un d’ells ens activarà les llistes amb els camps 




Per defecte, estarà seleccionada l’opció de columna senzilla amb la 




Aquest a classe l’utilitzarem per carregar imatges que volem mostrar. 
Més concretament per la imatge de presentació i per les imatges dels 
recorreguts que hem generat. Una particularitat d’aquesta classe es que 
si volem, es podran fer servir les funcionalitats de zoom i de moure la 
imatge que conté. 
 
 
Per una altra banda, tenim un altre tipus de vistes, que donat el tipus de 
funcionalitat que realitzen, hem cregut convenient que es mostrin conjuntament 
amb la vista principal. Podent tenir obertes, tant la vista principal com aquesta. 
Per aquest motiu, hem triat els JDialog de Java que ens permet realitzar aquest 
tipus de vista. 
 




Aquesta ens permetrà seleccionar els límits dels valors dels recorregut 





Aquesta vista ens permetrà fer una selecció dels camps que tenim. 
L’utilitzarem a l’hora de crear l’informe per imprimir o per exportar els 
trams a csv, per triar els camps que volem mostrar. 
 
 
- VistaTrams:  
 
Per poder seleccionar els trams d’un recorregut hem creat aquesta vista de 
tipus Dialog. Així podrem veure el recorregut sencer quan estem 
seleccionant els trams. 
 
Una manera fàcil i eficient de veure trams és saber on hi ha una virada o 
una trabujada del vaixell. I per saber aquest canvi de rumb nomes cal mirar 
els canvis de valor del True Wind Angle (TW_angle). Quant l’angle del vent  
passa pel valor 0 és que ha fet un canvi de rumb, com es veu a la Figura 
26.     
 
Per poder fer aquesta representació gràfica hem utilitzat una llibreria 
externa que realitza gràfiques d’aquest valor. L’API JFreeChart 1.0.14. 










Figura 26: Gràfica de TWA  
 
A l’utilitzar aquesta llibreria, apart de visualitzar una gràfica amb els valors 
que volem, ens permet una sèrie de funcionalitats per analitzar més 
detalladament totes les dades i el seu comportament durant la cursa o 
durant el tram. 
 
Dins d’aquestes funcionalitats destacarem que ens podem moure per ella, 
fer seleccions, zooms sobre parts de la gràfica, i tornar a la gràfica inicial. 
Aixi mateix, al passar el cursor sobre alguna dada ens mostrarà els valors 
sobre aquest punt. 
 
Pitjant sobre la gràfica seleccionarem l’inici i el final del tram que volem 
seleccionar, i podrem afegir aquest tram. Amb aquests dos valors ho 
enviarem al CtrlVistes per que ens calculi els valors d’aquest tram i ens 
retorni el resultat. 
 
En la part inferior de la vista mostrarem en format taula, cadascun dels 
trams amb les mitjanes de cada un dels camps. Apart del camp de 
recorregut que ens indicarà si el tram és totalment en estribord o en babord 
o en ambdós. 
 
Dins d’aquesta vista també trobarem les opcions relacionades amb els 
trams, com són guardar els trams, exportar-los i dibuixar el tram 
seleccionat. Totes aquestes opcions seran controlades pel controlador de 
vistes. 
 
Aquest últim retornarà al controlador quin tram hem seleccionat perquè 







Figura 27: Diagrama d’implementació de la Capa Presentació 
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5.3 Realització del recorregut sobre el mapa 
 
Aquesta és la funcionalitat principal del programa, veure el recorregut del 
programa sobre un mapa de Google Maps. 
 
Com és una funcionalitat gràfica, l’encarregat de realitzar aquesta, estarà en la 
capa de Presentació. Però com necessita accedir a les dades carregades, és a 
dir a la capa de Domini per fer els càlculs, la funcionalitat recaurà sobre el 
controlador de la capa Presentació. 
 
Per treballar amb els mapes de Google no hi ha cap llibreria, només tenim la 
possibilitat de descarregar imatges del mapa que volem mitjançant una petició 
URL als seus servidors. Dins la petició URL indicarem totes les 
característiques que volem per al nostre mapa. El seu servidor genera la 
imatge i l’envia. Veure Apèndix 1 per a general la URL. 
 
Prèviament a fer la petició de la imatge realitzarem tot un seguit de càlculs per 
saber què tenim que demanar. 
 
Obtindrem les dades del recorregut amb una petició al controlador de domini, 
les posicions i els valors que hem elegit. Inicialment aquest valors seran els del 
primer camp de tipus percentatge.  
 
Amb les posicions calcularem el punt central entre tots els que tenim, i 
calcularem quin zoom hem de tenir, segons els paràmetres de Google, per 
poder visualitzar tot el recorregut. 
 
Amb aquests càlculs ja podem descarregar el mapa que volem. Si no és 
possible, no tenim connexió a Internet o s’ha generat un error en la 
descàrrega, crearem una imatge base de color blau per pintar el recorregut a 
sobre. 
 
Un cop tenim la imatge del mapa pintarem sobre ella els punts, la llegenda i el 
títol amb la llibreria Graphics2D de Java. 
 
La posició dels punts del recorregut els calcularem a partir de les coordenades 
de cada punt, fent un càlcul proporcional segons el zoom i el punt mig, 
calculats anteriorment, i el nombre de píxels que tenim de la imatge. 
 
Per als punts del recorregut calcularem en quin color hem de pintar cadascun, 
a partir dels límits que tenim seleccionats per al tipus de valor elegit. 
  
Un cop que tenim generada la imatge del mapa amb el recorregut dibuixat, 
crearem un panell amb la classe PanellImatge per poder-la carregar a la vista 
principal. Activarem l’opció que ens permeti fer zoom i moure la imatge per 







La següent figura mostrarem la imatge d’un exemple de recorregut generat per 




Figura 28: Exemple del recorregut sobre un mapa   
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5.4 Realització del recorregut sobre el mapa amb fletxes de vent 
 
La implementació d’aquest requeriment és pràcticament igual que la del punt 
anterior, amb la diferència de la informació que volem mostrar al mapa. 
 
En aquest cas, el recorregut el dibuixarem amb un únic color i incorporarem les 
fletxes de vent per tot el recorregut. 
 
Amb la informació que tenim de les dades carregades del log, sobre la direcció 
i la intensitat del vent, calcularem l’angle per mostrar la fletxa i quin tipus de 
fletxa dibuixarem segons la seva intensitat. 
 
Els tipus de fletxa utilitzats per a cada intensitat de vent es mostrarà en una 
llegenda que dibuixarem a la imatge. 
 
La següent figura mostrarem la imatge d’un exemple de recorregut generat per 
la nostra eina i visualitzada en la vista principal. 
 
 
Figura 29: Exemple del recorregut amb fletxes de vent sobre un mapa 
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5.5 Càlculs dels trams d’una regata 
 
Com hem explicat en el capítol 5.2, en la VistaTrams seleccionarem un tram i 
s’enviarà al controlador de Domini perquè realitzi les mitjanes de tots els camps 
de totes les dades compreses dins el tram. 
 
En aquest cas el controlador de domini només és un interlocutor entre les 
capes, ja que qui realitzarà aquesta feina és la classe Log.  
Aplicant el patró Expert veiem que la classe que té accés a totes les dades 
necessàries per realitzar aquests càlculs és la classe Log, per tant ho realitzarà 
ella mateixa. 
 
Els càlculs de les mitjanes dependran del tipus de dada que té cada camp,  i 
que es poden realitzar amb les següents formules: 
 




Aquesta formula l’utilitzarem per els tipus de dades següents: 
“Percentage”, “Speed” i “Pressure” 
 





A diferència de l’anterior, per tractar angles, necessitem fer les sumes de 
valors positius, per tant aquesta variació a la fórmula. L’utilitzarem pel 
tipus de dada “Angle”. 
 





La mitjana aritmètica per angles d’un cercle no és eficaç, per tant hem 
utilitzat aquesta fórmula pel tipus de dades “Course”. 
Per una altra banda, també calcularem l’amura del vaixell durant el tram. 
Aquesta dada només podrà tenir tres possibles valors: "Starboard", “Port” o 
"Both", depenent dels valors que té en cada punt del tram, el camp “TW_angle”. 
 
Si tots els valors dins del tram són positius tindrem "Starboard", si són negatius 






L’altra part de la capa presentació que no és gràfica, és la part d’Imprimir, la 
que utilitza un altre dispositiu d’entrada i sortida per comunicar-se amb l’usuari.  
 
Aplicant el patró Controlador, i també l’Expert, hem fet que la funcionalitat 
d’imprimir recaigui sobre la classe controlador CtrlImprimir.  
 
Per poder imprimir un document es necessari fer dues coses, crear el 
document i controlar i utilitzar el servei d’impressió de la màquina. Aquests 
últims són responsabilitat del Ctrlimprimir.  
 
Per crear el document a imprimir hem implementat una classe que, a partir de 
les dades que ens passarà el controlador, la imatge del mapa, la taula dels 
trams i el títol. 
 
Aquesta classe és una implementació de la classe Printable de Java que per 
generar el document utilitza un gràfic per pàgina, sobre el qual tenim d’anar 
pintant tots els elements. 
 
Un cop tenim creat el document, el controlador d’impressió utilitzarà la llibreria 
PrinterJob de Java per comunicar-se amb el servei d’impressió i imprimir el 
document.  
 
Abans d’enviar el document a imprimir, hem utilitzat una finestra del PrinterJob 







Figura 30: Diagrama d’implementació d’Imprimir 
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6. Planificació i pressupost  econòmic 
 
En la planificació inicial d’un projecte es té que precisar els costos associats a 
cadascuna de les fases que el composen. A partir d’aquesta planificació 
aproximada l’equip de treball i el client es poden fer una idea global del cost del 
projecte. No és una predicció exacta dels costos ja que no hi ha mecanismes 
fiables i poden sorgir contratemps que variïn aquesta planificació. 
 
Per tant, s’ha de trobar un equilibri en base a l’experiència de l’equip de 
desenvolupament  en altres projectes similars.   
 
El capítol detalla la planificacions temporal inicial del projecte i la que realment 




6.1 Fases del projecte 
 
Per fer un anàlisis de la planificació inicial del projecte s’ha dividit en fases 
segons les etapes de desenvolupament del Sistema. 
 
- Anàlisi: Estudi de les tecnologies disponibles i les possibilitats que 
ofereixen per poder realitzar el projecte, previ anàlisi dels requeriments 
que s’han establert per realitzar-lo. 
 
- Especificació: Fase que es defineix que ha de fer el Sistema a partir 
dels casos d’ús per garantir els requeriments funcionals establerts. Es 
descriu el Sistema independentment de l’arquitectura que utilitzarem a la 
implementació.  
 
- Disseny: A partir de l’etapa anterior es transforma a un model 
arquitectònic adequat i es detalla com es realitzaran els casos d’ús 
definits.  
 
- Implementació: Un cop tenim el disseny es construeix el Sistema amb 
les eines elegides. 
 
- Proves: Així que tenim avançada la implementació es realitzaran proves 
per detectar errors i corregint-los per comprovar l’estabilitat del Sistema.  
 
- Documentació: Aquí entraria la redacció d’aquest document. Es 
detallarà cada fase del projecte amb informació, diagrames i esquemes 
per mostrar una visió detallada de la realització del projecte. 
Apart es redactarà un manual d’usuari per poder fer funcionar l’eina. 
 
- Preparació de la defensa: Fase final on es prepararà una presentació 
del projecte, amb les seves transparències, per a la lectura del projecte 





6.2 Planificació temporal del projecte 
 
La planificació temporal del projecte es realitzarà per establir com i quant es 
tenen de realitzar cada fase del projecte. Així tindrem un control sobre el 
compliment dels objectius marcats inicialment. 
 
A continuació, en el punt 6.2.1 mostrarem el primer diagrama temporal en 
forma de Gantt que es va definir a l’inici del projecte per assolir els objectius. 
 
En el punt 6.2.2 es mostrarà el diagrama de Gantt de quins temps reals s’han 
dedicat per a la realització de les etapes establertes. 
 
Com es pot observar hem tingut algunes diferencies entre la planificació i el 
que realment hem dedicat a fer el projecte. 
 
Les primeres fases, anàlisi, especificació y disseny, s’han assolit amb el temps 
establert per la planificació inicial.  
 
La part d’implementació es va realitzar en el temps correcte, però en la fase de 
proves han sorgit, d’acord amb el client, noves millores per fer mes funcional 
l’eina. 
 
Per aquest motiu hem afegit una nova fase per implantar aquestes millores en 
les funcionalitats. En aquesta fase entraria les tres fases més importants en el 








6.2.1 Planificació inicial 
 
Figura 31: Diagrama de Gantt – Planificació inicial  
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6.2.3 Planificació final 
 
Figura 32: Diagrama de Gantt – Planificació final 
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6.3 Pressupost econòmic 
 
Per determinar el cost econòmic del projecte s’ha avaluat en dues parts, el cost 
humà i el cost material que hem requerit per realitzar tota la feina. 
 
El cost humà es calcula tenint en compte quins perfils tècnics de l’equip de 
treball que són necessaris per a realitzar la feina. 
 
- Cap de projecte: encarregat de realitzar les reunions amb el client, 
valorar els costos econòmics del projecte i dirigir l’equip de treball. 
 
Cost per hora: 80€ 
 
 
- Analista - programador: és l’encarregat de l’especificació i disseny del 
Sistema com del desplegament. 
 
Cost per hora: 45€ 
 
 
- Programador: dedicat al desenvolupament, les proves i a la creació de la 
documentació del projecte. 
 





Tasca Preu/Hora Hores Preu Preu (amb IVA) 
Reunions, Anàlisi, etc. 80 57 4.560,00 5.517,60 
Especificació 45 21 945,00 1.143,45 
Disseny 45 54 2.430,00 2.940,30 
Implementació 25 231 5.775,00 6.987,75 
Proves 25 69 1.725,00 2.087,25 
Desplegament 45 10 450,00 544,50 
Documentació 25 126 3.150,00 3.811,50 
Total  568 19.035,00 23.032,35 
 





El cost material es divideix en costos de maquinari i programari tan per al 
desenvolupament del projecte com per al desplegament final.  
 
El cost del maquinari es limita bàsicament a l’estació de treball sobre la qual 
funcionarà l’eina. 
 
Maquinari Preu Preu (amb IVA) 
Estació de Treball 450,00 544,50 
Total 450,00 544,50 
 




Un dels requisits del projecte es que utilitzarem programari gratuït, per tant hem 
utilitzat programari lliure o de codi obert.    
 
 
Programari Preu Preu (amb IVA) 
Java SE 1.6 Gratuït Gratuït 
JFreeChart 1.0.14 Gratuït Gratuït 
Jcommon 1.0.17 Gratuït Gratuït 
JavaAPIforKml 2.2.0 Gratuït Gratuït 
Jaxb-ri 2.2.6 Gratuït Gratuït 
NetBeans IDE Gratuït Gratuït 
ArgoUML Gratuït Gratuït 
GanttProject Gratuït Gratuït 
Total 0 0 
 




Els costos totals són els següents: 
 
 
Tipus Preu Preu (amb IVA) 
Humà 19.035,00 23.032,35 
Material – maquinari 450,00 544,50 
Material – programari 0,00 0,00 
Total 19.485,00 23.576,85 
 






En els capítols anteriors s’han detallat cadascuna de les etapes del projecte 
per donar a conèixer amb més detall els aspectes implicats en l’elaboració 
d’aquest.  
 
En aquest capítol analitzarem els resultats obtinguts i extraurem les degudes 
conclusions. Es presentaran algunes possibles millores a realitzar en un futur i 






En tota competició, i en el nostre cas en concret, les embarcacions de vela, són 
necessaris els sistemes de informació que permetin analitzar les dades de la 
carrera, i així millorar i optimitzar el rendiment. 
 
Per això cal tenir en consideració molts dels factor que influeixen en el vaixell 
alhora de navegar, tant el comportament de la nau com els factors 
meteorològics, com les condicions del vent i la mar.  
 
S’ha intentat realitzar una eina el més lleugera, usable i agradable possible, per 
tal de causar una gran acceptació entre els usuaris. 
 
En la actualitat existeixen algunes eines que sons similars a la que s’ha creat 
en aquest projecte. Un exemple es “The Sailing Performer” (veure enllaç a la 
bibliografia). Però aquests són de programari privat i per tant el seu ús 
particular no és accessible a tothom, només a nivell professional. En aquest 
aspecte Performance Tracker és un sistema de programari lliure que permetrà 
a qualsevol regatista que ho desitgi poder millorar la seva navegació. 
 
El resultat d’aquest projecte és una eina que satisfà tots els requeriments que 
el client ens ha demanat, tant els objectius obligatoris com els opcionals, amb 
un rendiment adequat , senzill d’utilitzar i molt amigable. 
 
Per altra banda, s’han aconseguit respectar els requisits no funcionals 







7.2 Proposta de millores 
 
En tot sistema, en les seves primeres etapes de desenvolupament, hi ha 
diversos aspectes sensibles a millora. Tant a nivell de disseny i tecnologia com 
a nivell d’ampliació o extensió de funcionalitats. 
 
En aquest apartat proposarem algunes millores que per limitacions temporals o 
econòmiques no s’han pogut realitzar.  
 
En primer lloc, es recomanable mantenir-se informat sobre les noves versions 
de les llibreries utilitzades, tant les pròpies de Java com les externes. Sempre 
poden sorgir noves funcionalitats o millores que resolguin algun tipus d’error. 
 
Una de les millores que podria ser molt interessant és la selecció de camps del 
log per realitzar algunes de les funcionalitats. En aquesta primera versió hi ha 
la limitació que algunes de les opcions es requereix tenir un o varis camps 
concrets per poder permetre la funcionalitat concreta. Per exemple, la selecció 
de trams, que necessita un camp amb el nom “TW_angle”, o les funcionalitats 
del mapa de vent o la creació del kml, que necessiten els camps de vent amb 
nom "TW_Dirn" i "TW_speed".   
 
 
Podríem parlar també de realitzar una millora alhora de realitzar les gràfiques. 
Donar la possibilitat de generar gràfiques conjuntes, o no, a partir de la selecció 
d’unes dades concretes.  
 
 
Una altra possible millora és la d’obtenir i utilitzar la API de Google Maps for 
Business, que ens permetria obtenir mapes amb més qualitat, més 
funcionalitats i un nombre de peticions diàries més elevat. La no utilització 
d’aquesta API en la nostra primera versió és la limitació del requisit de 
programari lliure, ja que aquest servei de Google és de pagament. 
 
 
També seria de gran utilitat fer una millora alhora de guardar fitxers, com les 










7.3 Conclusions personals 
 
 
Aquest projecte suposa el punt i final de la meva carrera universitària, una 
època de molts esforços però molt enriquidora.  
 
Amb aquest projecte m’he endinsat en un mont totalment desconegut per a mi 
com es la navegació, i més concretament la navegació d’alt nivell. Adquirint 
coneixements que segurament no hagués conegut sense aquest treball. 
 
A nivell de coneixements informàtics he pogut aprendre noves tecnologies i 
nous llenguatges, com la creació de fitxers kml o csv. O l’utilització de llibreries 
externes per a implementar nous serveis com els de Google o el tractament de 
gràfiques amb la API JFreeChart. 
 
I complementant tot això, he aprofundit en el món del llenguatge Java, que ja 
havia utilitzat durant el meu aprenentatge universitari, però que amb aquest 
projecte he pogut ampliar moltísim els coneixements sobre aquest llenguatge. 
 
Per concloure, voldria agrair a tots els professors que he tingut durant la 
carrera i que m’han educat en el món informàtic i la feina en general. I molt 
especialment a Alicia, per la seva paciència i dedicació per ajudar-me a 







Acoblament: És una mesura del grau de connexió, coneixement i dependència 
d’una classe respecte d’altres.  
 
Aleta: Cadascuna de les dues parts corbes dels costats d’una embarcació més 
pròximes a la popa.  
 
Babord: Costat esquerre d’una embarcació respecte a la línia de crugia, mirant 
de popa a proa.  
 
Balisa de desmarcatge: Balisa que es col·loca molt a prop de la balisa de 
sobrevent per ajudar als velers a virar-les.  
 
Balisa o boia: Element flotant de senyalització nàutica.  
 
Botavara: Perxa horitzontal subjectada a un pal per l’extrem de proa i 
maniobrable per l’extrem de popa.  
 
Buc: Cos d’una embarcació, de fusta o fibra sintètica i desproveït de màquines 
i aparell, que en determina la flotabilitat i la velocitat.  
 
Cenyida: Tram del recorregut d’una prova durant el qual un veler cenyeix.  
 
Cenyir: Navegar amb el vent de proa situant-se en el menor angle possible 
respecte a la direcció del vent.  
 
Cohesió: És una mesura del grau de relació i concentració de les diverses 
responsabilitats d’una classe.  
 
Consistència: Qualitat d’un sistema que és coherent, estable, robust.  
 
CSV: Comma-Separated Values. Tipus de document en format obert senzill per 
representar dades en forma de taula. 
 
Empopada: Navegació d’un veler que rep el vent per la popa. 
 
Encapsulament: Ocultació de l’estat, és a dir, de les dades d’un objecte de 
manera que només es puguin canviar mitjançant les operacions definides per 
l’objecte.  
 
Equip de popa: L’equip de popa d’un vaixell de regates el formen el patró, el 
tàctic i el navegant. A vegades s’afegeix al grup un estrateg.  
 
Escora: Inclinació lateral d’una embarcació, provocada per l’acció del vent o 
per un canvi de posició dels tripulants.  
 




Estratègia: Forma de prendre les decisions a mig i llarg termini, com l’elecció 
de la ruta a seguir o els canvis realitzats depenent dels vents i els corrents que 
apareguin.  
 
Estribord: Costat dret d’una embarcació respecte a la línia de crugia, mirant de 
popa a proa.  
 
GPS: Sistema de posicionament global. Permet determinar la posició d’un 
objecte en tot el món amb una precisió de centímetres. 
 
Interfície: Dispositiu informàtic que permet comunicar dos sistemes que no 
parlen el mateix llenguatge.  
 
JVM: Java Virtual Machine. És la màquina virtual de Java.  
 
KML: Keyhole Markup Language. Llenguatge de marques basat en XML per a 
representa dades geogràfiques en tres dimensions. Utilitzat per Google Earth. 
 
Línia de crugia: Línia imaginària d'una embarcació traçada de proa a popa 
seguint l’eix longitudinal, que la divideix en dos costats iguals.  
 
Llarg: Cadascun dels trams del recorregut d'un veler coberts navegant per 
l’aleta.  
 
Multiplataforma: Terme utilitzar per referir-se a un sistema que pot funcionar 
en diverses plataformes.  
 
Nàutica: Relatiu o pertanyent a la navegació. 
 
Pal major: Pal principal d’una embarcació, que és també el més gros.  
 
Perxa: Cadascuna de les barres de fusta, ferro o acer accessòries que formen 
l’arboradura d’una embarcació, a excepció del pal major.  
 
Popa: Part posterior del buc d’una embarcació.  
 
Porta: Element format per dues boies.  
 
Proa: Part anterior del buc d’una embarcació.  
 
Programari lliure: És el programari que pot ser usat, estudiat i modificat sense 
restriccions, i que pot ser copiat i redistribuït bé en una versió modificada o 
sense modificar sense cap restricció, o bé amb unes restriccions mínimes per 
garantir que els futurs destinataris també tindran aquests drets.  
 
Regata: Cursa per a embarcacions.  
 
Vela de creuer: Les embarcacions de creuer són les que tenen, normalment, 
major eslora, que es mantenen en l’aigua tot el temps, ja que la seva orsa i el 
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seu timó no es poden treure de l’aigua. Poden pertànyer a una classe 
determinada o ser dissenys únics.  
La competició més important de la vela de creuer és la Copa Amèrica, seguida 
d’algunes regates transoceàniques com la Volvo Ocean Race.  
 
Vela lleugera: Modalitat de vela practicada en un sector d’aigües interiors o de 
mar a prop de la costa, que requereix un nombre poc elevat de tripulants. 
 
Reusabilitat: Qualitat d’un sistema del que es poden reutilitzar els components.  
 
Rumb: Direcció que segueix una embarcació.  
 
Rumb absolut: Direcció de desplaçament del vaixell en graus.  
 
Rumb relatiu: Desplaçament del vaixell respecte de la direcció del vent.  
 
Sensor: Components electrònics distribuïts arreu de la nau que permeten que 
el navegant i el tàctic, en temps real, disposin de mesuraments i 
representacions gràfiques de certs paràmetres. 
 
Sobrevent: Costat cap a on va el vent.  
 
Sotavent: Costat d’on ve el vent.  
 
Tàctica: Forma de perseguir que el vaixell navegui el millor possible i superi els 
demès velers, mitjançant ajustos i canvis en la configuració de les veles.  
 
Timó: Instrument de la popa d’una embarcació dotat d’un moviment giratori a 
babord i estribord, que serveix per a determinar el rumb de l’embarcació 
segons la resistència a l’aigua que ofereixi la seva posició.  
 
Tolerància a fallades: Característica que permet que un sistema continuï 
treballant correctament fins i tot després d’una fallada o algun error dins dels 
seus components.  
 
Trabujada: Canvi de direcció en el que la popa passa per la direcció d’on ve el 
vent.  
 
Través: Tram del recorregut d’una prova durant el qual un veler navega de 
través.  
 
Tripulació: Conjunt de persones que governen una embarcació.  
 
UML: Llenguatge unificat de modelatge. És el llenguatge de modelat de 
sistemes de programari més conegut i usat en l’actualitat. És un llenguatge 
gràfic per visualitzar, especificar, dissenyar, construir i documentar un sistema.  
 





Vela major: Vela que s’enverga al pal major i a la botavara.  
 
Veler: Embarcació proveïda de buc que utilitza les veles com a mitjà principal 
de propulsió.  
 
Vent aparent o relatiu: Impuls que s’origina de la combinació del vent real i el 
moviment propi del vaixell.  
 
Vent real: Impuls real que reben les veles.  
 
Virada: Canvi de direcció en el que la proa passa per la direcció d’on ve el 
vent. 
 
XML: Llenguatge de marques extensible. No és un llenguatge en particular, 































• Gantt Project 
o http://www.ganttproject.biz/ 
 






• Reglaments de regates a vela 
o http://reglamentoderegatasavela.blogspot.com.es 
 
• Club Marítim Port Ginesta 
o http://www.clubmaritimportginesta.com/ 
 
• Barcelona World Race 
o http://www.barcelonaworldrace.org/ca/ 
 
• The Sailing Performer 
o http://www.sailingperformer.com 
 
• Apunts de les assignatures de la Enginyeria Tècnica en Informàtica de 
Gestió.   
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10. Apèndixs  
 
10.1. Apèndix 1: Guía para desarrolladores de la versión 2 del API de 
Google Static Maps. 
 
El API de Google Static Maps te permite insertar imágenes de Google Maps en tu sitio web sin utilizar JavaScript ni 
ningún sistema de carga dinámica de páginas. El servicio de Google Static Maps creará tu mapa a partir de los 
parámetros de URL enviados a través de una solicitud HTTP estándar y generará una imagen de mapa que podrás 
mostrar en tu página web. 
 
En este documento se describe la versión 2 del API de Google Static Maps. 
 
Ejemplo rápido 







Ten en cuenta que no es necesario que hagas nada "especial" para que esta imagen aparezca en la página. No se 
necesita JavaScript. Todo lo que hemos tenido que hacer es crear una URL y colocarla dentro de una etiqueta <img>. 
Puedes colocar un mapa estático de Google en cualquier lugar de tu página web en el que puedas incluir una imagen. 
 
Límites de uso 
El API de Google Static Maps cuenta con los límites de uso que se indican a continuación: 
• 25.000 solicitudes gratuitas diarias de mapas estáticos por aplicación 
Las solicitudes de imágenes adicionales se pueden adquirir por aplicación y se les aplica la tarifa que se indica en 
las preguntas frecuentes. Los límites adicionales se adquieren a través de la consola de las API y es 
necesario utilizar una clave de API. 
Si un usuario supera estos límites, el servidor devolverá un estado HTTP 403 y se mostrará la imagen que aparece a 
continuación para indicárselo: 
Restricción de tamaño de la URL 
Las URL de mapas estáticos tienen un tamaño limitado de 2.048 caracteres. En la práctica, probablemente no 
necesitarás URL de mayor tamaño que estas, a no ser que crees mapas complicados que incluyan un gran número de 
marcadores y de rutas. Sin embargo, ten en cuenta que los navegadores y los servicios pueden aplicar la codificación 
de URL a determinados caracteres antes de enviarlos al servicio de Google Static Maps, lo que producirá un aumento 








El API de Google Static Maps devuelve una imagen (GIF, PNG o JPEG) en respuesta a una solicitud HTTP a través de 
una dirección URL. Para cada solicitud tendrás que especificar la ubicación del mapa, el tamaño de la imagen, el nivel 
de zoom, el tipo de mapa y la colocación de marcadores opcionales en lugares determinados del mapa. Además, 
puedes etiquetar tus marcadores con caracteres alfanuméricos. 
Una imagen del API de Google Static Maps se inserta en el atributo src de la etiqueta <img> de la etiqueta (o en su 
equivalente en otros lenguajes de programación). Si se utiliza una imagen del API de Google Static Maps fuera de una 
aplicación web (por ejemplo, en un navegador), se debe incluir un enlace que dirija a la ubicación mostrada en un 
navegador web o en una aplicación nativa de Google Maps (los usuarios del API de Google Maps for Business no están 
sujetos a este requisito). Para obtener información completa y actualizada sobre este requisito, consulta la sección 
10.1.1(h) de las Condiciones de servicio de Google Maps/Google Earth. 
En este documento se describe el formato obligatorio de las URL del API de Google Static Maps y se indican los 
parámetros disponibles. También se incluyen algunas sugerencias y trucos para especificar las URL. 
Parámetros de URL 
Las URL del API de Google Static Maps deben tener el siguiente formato: 
http://maps.googleapis.com/maps/api/staticmap?parameters 
Si el acceso a tu sitio web se hace a través de HTTPS, las imágenes de mapas estáticos también se deben cargar a 
través de HTTPS para evitar alertas de seguridad del navegador. Asimismo, también se recomienda utilizar HTTPS si 
tus solicitudes incluyen información confidencial de usuarios, como la ubicación de un usuario: 
https://maps.googleapis.com/maps/api/staticmap?parameters 
Ten en cuenta que el API de Google Static Maps no admite URL con iconos personalizados que utilicen HTTPS, por lo 
que se mostrará el icono predeterminado. 
Tanto si se utiliza HTTP como HTTPS, hay ciertos parámetros de URL que son obligatorios y otros que son opcionales. 
Como en las URL estándar, todos los parámetros se separan con el carácter &. A continuación, se indican los 
parámetros admitidos y sus posibles valores. 
Importante: la relación de parámetros de URL que aparece a continuación utiliza ejemplos que se incluyen en formato 
pre-escape por razones de claridad. Antes de enviar cualquier solicitud al API, debes asegurarte de que los parámetros 
tengan una codificación de URL adecuada. Por ejemplo, muchos parámetros utilizan una pleca (|) como separador que 
se debe codificar como %7C al final de la URL, como se indica en el ejemplo rápido que se incluye en la parte superior 
de este documento. 
El API de Google Static Maps define imágenes de mapas mediante los parámetros de URL que se indican a 
continuación. 
Parámetros de ubicación 
• center (obligatorio si no hay marcadores presentes): define el centro del mapa, equidistante de todos los bordes de este. 
Este parámetro toma una ubicación como un par separado por comas {latitud,longitud} (por ejemplo, "40.714728,-
73.998672") o como una dirección de cadena (por ejemplo "ayuntamiento, nueva york, ny") identificando una ubicación única 
en la superficie de la Tierra. Para obtener más información, consulta la sección sobre ubicaciones más adelante. 
• zoom (obligatorio si no hay marcadores presentes): define el nivel de zoom del mapa, que determina su nivel de ampliación. 
Este parámetro toma un valor numérico correspondiente al nivel de zoom de la región deseada. Para obtener más información, 




Parámetros de mapa 
• size (obligatorio): define las dimensiones rectangulares de la imagen del mapa. Este parámetro adopta la forma de una 
cadena{horizontal_value}x{vertical_value}. Por ejemplo, 500x400 define un mapa de 500 píxeles de ancho por 400 de 
alto. En los mapas cuyo ancho sea inferior a 180 píxeles se mostrará un logotipo reducido de Google. Este parámetro se ve 
afectado por el parámetro scale, que se describe a continuación. El tamaño final de salida será el producto de los valores 
de escala y tamaño. 
• scale (opcional): afecta al número de píxeles que se muestran. scale=2: muestra el doble de píxeles 
que scale=1, pero mantiene la misma área de cobertura y el mismo grado de detalle (es decir, el contenido del mapa no 
cambia). Es de utilidad al desarrollar un mapa que se vaya a ver con una alta resolución o al crear mapas que se vayan a 
imprimir. El valor predeterminado es 1. Los valores aceptados son 2 y 4 (4 solo está disponible para clientes del API de 
Google Maps for Business). Para obtener más información, consulta los valores de escala. 
• format (opcional): define el formato de la imagen resultante. De forma predeterminada, el API de Google Static Maps 
crea imágenes PNG. Hay varios formatos posibles disponibles, incluidos los tipos GIF, JPEG y PNG. El formato que debes 
utilizar dependerá de cómo desees presentar la imagen. JPEG suele proporcionar un mayor grado de compresión, mientras que 
GIF y PNG proporcionan mayor nivel de detalle. Para obtener más información, consulta la sección sobre formatos de imagen. 
• maptype (opcional): define el tipo de mapa que se va a generar. Hay varios valores de tipo de mapa posibles, 
incluidos roadmap, satellite, hybrid yterrain. Para obtener más información, consulta la sección 
sobre tipos de mapas del API de Google Static Maps que aparece más adelante. 
• language (opcional): define el idioma que se debe utilizar para mostrar las etiquetas de los mosaicos de mapas. Ten en 
cuenta que este parámetro solo es compatible con algunos mosaicos de países, por lo que si el idioma específico solicitado no 
es compatible con el conjunto de mosaicos, se utilizará el idioma predeterminado de ese conjunto. 
• region (opcional): define los límites apropiados que se deben mostrar en función de determinados factores geográficos y 
políticos. Acepta un código de región especificado como un valor ccTLD de dos caracteres ("dominio de nivel superior"). 
 
Parámetros de recurso 
• markers (opcional): define uno o varios marcadores para adjuntarlos a la imagen en ubicaciones especificadas. Este 
parámetro adopta una definición de marcador única con parámetros separados por plecas (|). Se pueden colocar varios 
marcadores en el mismo parámetro markers cuando tienen el mismo estilo; puedes añadir marcadores adicionales de 
diferentes estilos mediante la adición de parámetros markers complementarios. Ten en cuenta que si suministras 
marcadores para un mapa, no tendrás que especificar los parámetros center ni zoom (que normalmente son 
obligatorios). Para obtener más información, consulta la sección sobre marcadores de mapas estáticos que aparece más 
adelante. 
• path (opcional): define una única ruta de dos o más puntos conectados para superponerla en la imagen en ubicaciones 
especificadas. Este parámetro toma una cadena de definiciones de puntos separadas por plecas (|). Puedes proporcionar rutas 
adicionales si añades parámetros path complementarios. Ten en cuenta que si suministras una ruta para un mapa, no tendrás 
que especificar los parámetros center ni zoom (que normalmente son necesarios). Para obtener más información, 
consulta la sección sobre rutas de mapas estáticos que aparece más adelante. 
• visible (opcional): especifica una o varias ubicaciones que deben estar visibles en el mapa, aunque no se muestre ningún 
marcador o ningún indicador. Utiliza este parámetro para asegurarte de que se muestren determinados recursos o ubicaciones 
de mapas en el mapa estático. 
• style (opcional): define un estilo personalizado para alterar la presentación de un recurso concreto (carretera, parque, etc.) 
del mapa. Este parámetro utiliza los argumentos feature y element que identifican los recursos que se pueden 
seleccionar y un conjunto de operaciones de estilo que se debe aplicar a esa selección. Puedes proporcionar diferentes estilos si 
añades parámetros style complementarios. Para obtener más información, consulta la sección Mapas con estilos que se 





Parámetros de notificación 
• sensor (obligatorio): especifica si la aplicación que solicita el mapa estático va a utilizar un sensor para determinar la 
ubicación del usuario. Este parámetro es obligatorio para todas las solicitudes de mapas estáticos. Para obtener más 
información, consulta la sección Cómo indicar el uso de un sensor que aparece más adelante. 
 
Cómo usar parámetros 
El API de Google Static Maps es relativamente fácil de usar, ya que está formada solo por una URL con parámetros. 
En esta sección se explica cómo utilizar estos parámetros para construir direcciones URL. 
Cómo especificar ubicaciones 
El API de Google Static Maps debe ser capaz de identificar con precisión ubicaciones del mapa, tanto para centrar el 
mapa en la ubicación correcta (mediante el parámetrocenter) como para colocar marcas de posición opcionales 
(mediante el parámetro markers) en lugares del mapa. El API de Google Static Maps utiliza números (valores de 
latitud y longitud) o cadenas (direcciones) para especificar estas ubicaciones. Estos valores identifican una 
ubicación codificada de forma geográfica. 
Varios parámetros (como, por ejemplo, los parámetros markers y path) toman varias ubicaciones. En estos 
casos, las ubicaciones están separadas por el carácter de plecas (|). 
Latitudes y longitudes 
Las latitudes y longitudes se definen mediante números dentro de una cadena de texto separado con comas de seis 
posiciones decimales de precisión. Por ejemplo, "40.714728,-73.998672" es un valor de código geográfico válido. Los 
niveles de precisión superiores al sexto decimal se ignoran. 
Los valores de longitud se basan en su distancia a Greenwich (Inglaterra), por donde pasa el meridiano cero. Dado que 
Greenwich está situado a 51.477222 grados de latitud, podemos introducir un 
valor center de 51.477222,0 para centrar el mapa en esta localidad: 
 
Los valores de latitud y longitud se deben corresponder con una ubicación válida de la superficie terrestre. Las latitudes 
pueden tener cualquier valor entre -90 y 90, mientras que la longitud debe estar comprendida entre -180 y 180. Si 




La mayoría de las personas no se expresan en términos de longitud y latitud, sino que utilizan direcciones para referirse 
a las ubicaciones. El proceso de convertir una dirección en un punto geográfico se conoce como codificación 
geográfica y el servicio de Google Static Maps puede realizar la codificación geográfica si le proporcionas direcciones 
válidas. 
En todos los parámetros en los que puedas ofrecer la latitud y la longitud, puedes especificar en su lugar una cadena 
que indique una dirección. Google codificará de forma geográfica la dirección y proporcionará al servicio de Google 
Static Maps un valor de latitud/longitud para utilizarlo en la ubicación de marcadores o en la especificación de 
ubicaciones. La cadena debe presentar el formato de escape URL, para que direcciones como, por ejemplo, 
"Ayuntamiento, Nueva York, NY" se conviertan en "Ayuntamiento,Nueva+York,NY", por ejemplo. 
Ten en cuenta que las direcciones pueden reflejar las ubicaciones precisas como direcciones postales, las polilíneas 
como rutas designadas o las áreas poligonales como ciudades, países o parques nacionales. En el caso de los 
resultados poligonales o polilineales, el servidor de Google Static Maps utilizará el punto central de la línea o del área 
como el centro de la dirección. Para obtener más información sobre cómo codificar de forma geográfica una dirección, 
puedes probar la dirección con esta herramienta de codificación geográfica. 




Cómo indicar el uso de un sensor 
Si utilizas el API de Google Static Maps, deberás indicar si tu aplicación utiliza un "sensor" (por ejemplo, un localizador 
GPS) para determinar la ubicación del usuario. Esto resulta de especial importancia para los dispositivos móviles. Las 
aplicaciones deben transmitir un parámetro de sensor obligatorio que indique si la aplicación utiliza un dispositivo 
sensor o no. 
Las aplicaciones que determinan la ubicación del usuario a través de un sensor deben transmitir sensor=true en 








Niveles de zoom 
Los mapas de Google Maps tienen un número entero como "nivel de zoom" que define la resolución de la vista actual. 
En la vista de mapas de carretera se admiten los niveles de zoom entre 0 (el más bajo, donde todo el planeta se puede 
ver en un mapa) y 21+ (en el que se ven edificios individuales). 
Google Maps define el nivel de zoom 0 para mostrar todo el planeta. Cada nivel sucesivo dobla la precisión tanto 
horizontal como vertical. Para obtener más información sobre este procedimiento, consulta la documentación del API de 
Google Maps. 
Nota: no todos los niveles de zoom se muestran en todos los lugares de la Tierra. Estos niveles varían dependiendo de 
la ubicación, ya que los datos en algunas partes del planeta no son tan precisos como en otras. 
Si envías una solicitud de un nivel de zoom en el que no existan mosaicos de mapa, el API de Google Static Maps 
devuelve una imagen en blanco. 
En el siguiente ejemplo se muestran dos solicitudes de mapas de Manhattan con el mismo valor center pero con 









Tamaños de imagen 
El parámetro size, junto con el parámetro center, define el área de cobertura de un mapa. También define el 
tamaño de salida del mapa en píxeles, cuando se multiplica por el valor scale (que es 1 de forma predeterminada). 
En la tabla que aparece a continuación se muestran los valores máximos permitidos para el parámetro size con cada 
valor scale. 
API scale=1 scale=2 scale=4 
Gratuita 640x640 640x640 (devuelve 1.280x1.280 píxeles) No disponible 
API de Google Maps for 
Business 
2048x2048 1024x1024 (devuelve 2.048x2.048 
píxeles) 
512x512 (devuelve 2.048x2.048 
píxeles) 




En el ejemplo que aparece a continuación se solicita un mapa pequeño, con un tamaño de 100x100 píxeles, centrado 
en la misma región. Observa el tamaño más reducido del logotipo de Google: 
 
Valores de escala 
El parámetro size del API de Google Static Maps define el tamaño de un mapa en píxeles, por lo que un mapa 
con size=200x200 se mostrará con un tamaño de 200x200 píxeles. En un monitor LCD de ordenador, que 
normalmente tiene 100 píxeles por pulgada, un mapa de 200x200 tendrá dos pulgadas en todas las dimensiones. 
Sin embargo, cada vez hay más dispositivos móviles que disponen de pantallas de alta resolución con una densidad de 
píxeles superior a 300 píxeles por pulgada, que: 
• o bien reducen el tamaño de una imagen de 200x200 píxeles a solo 0,7 pulgadas, lo que hace que las etiquetas y los iconos 
sean demasiado pequeños para verlos, 
• o bien amplían la imagen para que se vea mejor, lo que da lugar a una imagen borrosa o pixelada. 
Demasiado pequeña Demasiado pixelada 
  
Al desarrollar aplicaciones para dispositivos móviles, utiliza el parámetro scale del API para mostrar imágenes de 
mapas de alta resolución que no tengan estos problemas. El valor scale se multiplica por el valor size para 
determinar el tamaño de salida real de la imagen en píxeles sin cambiar el área de cobertura del mapa (el valor 
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predeterminado de scale es 1. Los valores aceptados son 1, 2 y, solo para los clientes del API de Google Maps for 
Business, 4). 
Por ejemplo, un valor de escala de 2 mostrará la misma área de cobertura de mapa que una solicitud en la que no se 
haya especificado la escala, pero con el doble de píxeles en todas las dimensiones. Aquí se incluyen las carreteras y 





Una imagen como esa también se verá bien en los navegadores de los ordenadores de escritorio, cuando se inserte en 
una etiqueta img o div con la altura y el ancho establecidos mediante CSS. El navegador reducirá la imagen al 
tamaño correcto sin disminuir su calidad. 
En la tabla que aparece a continuación se muestran tres solicitudes de imágenes diferentes. 
• La primera corresponde a una imagen de 100x100 píxeles sin valor de escala. Se muestra correctamente en el ordenador, pero 
es demasiado pequeña para poder verla bien en un dispositivo móvil. 
• En la segunda se duplica el tamaño del mapa. En el ordenador de escritorio, el CSS se adapta al elemento img especificado 
de 100x100 píxeles, pero las carreteras y las etiquetas se hacen demasiado pequeñas al reducir la imagen. En el dispositivo 
móvil, el tamaño de la imagen es el correcto, pero en este caso tampoco se ven bien las carreteras y las etiquetas. 
• La tercera solicitud corresponde a un mapa de 100x100 píxeles con scale=2. La imagen se muestra con 200 píxeles de 
detalle. En el ordenador, se reduce perfectamente, por lo que no se distingue de la solicitud original de 100x100 píxeles, 





Dispositivo 100x100 200x200 100x100&scale=2 
Escritorio 
(con height="100px" y 
width="100px" en la 
etiqueta img) 





Sugerencia: las plataformas móviles, como iOS y Android, permiten la compatibilidad de las aplicaciones con pantallas 
de alta resolución mediante la especificación de imágenes independientes para cada resolución. El parámetro de 
escala facilita la solicitud de una imagen de mapa para pantallas de resolución estándar y del mapa apropiado para una 
pantalla de alta resolución, solo con establecer scale=1 y scale=2, respectivamente. 
Para obtener más información sobre cómo desarrollar aplicaciones para pantallas de alta resolución y dispositivos 
móviles, consulta los siguientes documentos: 
• Cómo admitir varias pantallas (en inglés), en la Guía para desarrolladores de Android, 
• Sitios web de alta resolución por pulgada(en inglés), artículo en el que se incluyen las recomendaciones de Webkit.org para 
desarrolladores, 
• Cómo admitir pantallas de alta resolución (en inglés), en la biblioteca para desarrolladores de iOS. 
 
 
Formatos de imagen 
Las imágenes se pueden devolver en varios formatos de gráficos web comunes: GIF, JPEG y PNG. El 
parámetro format toma uno de los siguientes valores: 
• png8 o png (predeterminado): especifica el formato PNG de 8 bits. 
• png32: especifica el formato PNG de 32 bits. 
• gif:especifica el formato GIF. 
• jpg: especifica el formato de compresión JPEG. 
• jpg-baseline: especifica un formato de compresión JPEG no progresivo. 
jpg y jpg-baseline: suelen proporcionar el tamaño de imagen más pequeño, aunque lo hacen mediante una 
compresión "con pérdida", que puede dar lugar a que la imagen pierda calidad. gif, png8 y png32: proporcionan 
una compresión sin pérdida. 
La mayoría de las imágenes JPEG son progresivas, lo que significa que cargan una imagen más general y la 
resolución de la imagen se va afinando a medida que llegan más datos. Esto permite que las imágenes se carguen 
más rápidamente en las páginas web y es el uso de los archivos JPEG más extendido actualmente. No obstante, 
algunos usos de JPEG (especialmente impresión) requieren imágenes no progresivas (punto de referencia). En estos 






Tipos de mapas 
El API de Google Static Maps crea mapas en los distintos formatos que se indican a continuación. 
• roadmap (predeterminado): especifica una imagen de mapa de carreteras estándar, como se muestra habitualmente en la 
página de Google Maps. Si no se especifica el valor maptype, el API de Google Static Maps ofrecerá mosaicos de 
tipo roadmap de forma predeterminada. 
• satellite: especifica una imagen obtenida por satélite. 
• terrain: especifica una imagen de mapa de relieve físico, en la que aparece relieve y vegetación. 
• hybrid: especifica un híbrido de imagen obtenida por satélite e imagen de mapa de carreteras, en la que aparece una capa 
transparente de calles principales y nombres de lugares en la imagen obtenida por satélite. 






   
Los mapas híbridos utilizan imágenes de satélite y recursos de mapas de carretera para crear un mapa de 








   
Mapas con estilos 
Los mapas con estilos te permiten personalizar la presentación de estilos de mapas de Google estándar, cambiando la 
visualización de elementos tales como carreteras, parques y áreas urbanizadas que reflejen un estilo diferente al 
utilizado en el tipo de mapa predeterminado. Estos componentes se denominan recursos y un mapa con estilo te 
permite seleccionar estos recursos y aplicar estilos a su visualización (incluso ocultarlos por completo). Estos cambios 
permiten resaltar en un mapa componentes concretos o contenido complementario incluido en la página. 
Un mapa con "estilo" personalizado se compone de uno o más estilos especificados, cada uno de los cuales se indica a 
través de un parámetro style dentro de la URL de solicitud de mapas estáticos. Los estilos adicionales se 
especifican transmitiendo parámetros style complementarios. Un estilo consiste en una selección y en un conjunto 
de reglas que se debe aplicar a la selección. Las reglas indican las modificaciones visuales que se deben aplicar a la 
selección. 
Cada declaración style se compone de los argumentos que se indican a continuación y que se separan con una 
pleca ("|") dentro de la declaración style: 
• feature (opcional): indica los recursos que se pueden seleccionar en la modificación de estilo (consulta la 
sección Recursos de mapas que aparece más adelante). Si no se especifica ningún argumento feature, se seleccionarán 
todos los recursos. 
• element (opcional): indica qué subconjunto de recursos seleccionados se puede utilizar (consulta la sección Elementos de 
mapas que se incluye más adelante). Si no se especifica ningún argumento element, se seleccionarán todos los elementos 
del recurso determinado. 
• Todos los argumentos que se incluyan detrás indicarán las reglas que se deben aplicar a los recursos seleccionados. Todas las 
reglas se aplican en el orden en el que aparecen en la declaración style (consulta la sección Reglas de estilo que aparece 
más adelante). Cualquier conjunto de reglas debe incluirse después de la selección de recursos y debe cumplir con las 
limitaciones de longitud de URL del API de Google Static Maps. 
Nota: la declaración style debe especificar los argumentos anteriores en el orden establecido. Por ejemplo, una 
selección de recursos con dos reglas se mostraría como se indica a continuación: 
style=feature:featureArgument|element:elementArgument|rule1:rule1Argument|rule2:rule2Argument 
Recursos de mapas 
Un mapa se compone de un conjunto de recursos como, por ejemplo, carreteras o parques. Los tipos de recursos 
forman un árbol de categorías, cuya raíz esfeature:all. A continuación, se indican algunos recursos habituales. 
• feature:all (predeterminado): selecciona todos los recursos del mapa. 
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• feature:road: selecciona todas las carreteras del mapa. 
• feature:landscape: selecciona todos los paisajes de fondo de un mapa, que suele ser el área entre las carreteras, 
por ejemplo. En las ciudades, el paisaje suele componerse de áreas edificadas. 
La lista completa de recursos que se pueden seleccionar en un mapa se incluye en el documento de referencia de la 
versión 3 del API de JavaScript de Google Maps. 
Algunas categorías de tipos de recursos incluyen subcategorías que se especifican separadas por puntos (por 
ejemplo, landscape.natural o road.local). Si se especifica el recurso principal (road, por ejemplo), 
entonces los estilos aplicados a esta selección se aplican a todas las carreteras, incluidas las subcategorías. 
Elementos de los recursos de mapa 
Por otra parte, algunos de los recursos de un mapa constan de diferentes elementos. Por ejemplo, una carretera 
incluye, no solo la línea gráfica (geometría) que la representa sobre el mapa, sino también el texto que indica su 
nombre (etiquetas) en el mapa. Los elementos de los recursos se deben seleccionar mediante la declaración del 
argumento element. A continuación se indican los valores de argumentos de elementos admitidos. 
• element:all (predeterminado): selecciona todos los elementos del recurso. 
• element:geometry: permite seleccionar solamente los elementos geométricos del recurso correspondiente. 
• element:labels: selecciona solo las etiquetas de texto asociadas a un recurso concreto. 
Si no se especifica ningún argumento de elemento, los estilos se aplicarán a todos los elementos del recurso 
independientemente del tipo de elemento. 
La siguiente declaración style selecciona las etiquetas para todas las carreteras locales: 
style=feature:road.local|element:labels 
Reglas de estilo 
Las reglas de los modificadores de estilo son opciones de formato que se aplican a todos los recursos y elementos 
especificados en cada declaración style. Cada declaración style debe contener una o más operaciones 
separadas con una pleca ("|"). Cada operación especifica el valor de su argumento con dos puntos (":"), y todas las 
operaciones se aplican a la selección en el orden en que se especificaron. 
A continuación, se indican los argumentos de operación y los valores utilizados que se admiten actualmente. 
• hue (una cadena hexadecimal RGB de formato 0xRRGGBB) indica el color básico que se debe aplicar a la selección 
(* consulta la nota de uso que aparece más adelante). 
• lightness (un valor de punto flotante entre -100 y 100) indica el cambio porcentual en el brillo del elemento. Los 
valores negativos incrementan la opacidad (-100 corresponde al negro) mientras que los valores positivos aumentan el brillo 
(+100 corresponde al blanco). 
• saturation (un valor de punto flotante entre -100 y 100) indica el cambio porcentual en la intensidad del color 
básico que se debe aplicar al elemento. 
• gamma (un valor de punto flotante entre 0.01 y 10.0, donde 1.0 no aplica correcciones) indica la cantidad de 
corrección gamma que se debe aplicar al elemento. Los valores de gamma modifican la luminosidad de los matices de una 
forma no lineal sin variar los valores de blanco o de negro. Los valores de gamma se suelen utilizar para modificar el contraste 
de diferentes elementos. Por ejemplo, podrías modificar el valor de gamma para incrementar o reducir el contraste entre los 
bordes y el interior de los elementos. Los valores bajos de gamma (< 1) incrementan el contraste, mientras que los valores 
elevados (> 1) disminuyen el contraste. 
• inverse_lightness:true invierte la luminosidad existente. 
• visibility (on, off o simplified) indica si un elemento aparece en el mapa y la forma en que se 
muestra. visibility:simplified indica que el mapa debe simplificar la presentación de los elementos para que 
se vean correctamente (una estructura de carretera simplificada puede mostrar menos carreteras, por ejemplo). 
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Las reglas de los modificadores de estilo se deben aplicar como operaciones diferentes e independientes y en el orden 
en que aparecen en la declaración style. El orden es importante, ya que algunas operaciones no se pueden 
conmutar. Los recursos y los elementos que se modifican a través de operaciones de estilo (normalmente) suelen 
disponer de estilos existentes, por lo que las operaciones actúan sobre dichos estilos, si existen. 
Ten en cuenta que utilizamos el modelo de matiz, saturación y luminosidad (HSL) para definir el color dentro de las 
operaciones de los modificadores de estilo. Las operaciones de definición de color son habituales en el diseño gráfico. 
El matiz indica el color básico, la saturación la intensidad de ese color y la luminosidad la cantidad relativa de blanco o 
negro del color constituyente. Los tres valores de HSL se pueden indicar como valores RGB (y viceversa). La corrección 
gamma sirve para modificar la saturación en el espacio de color, normalmente para incrementar o reducir el contraste. 
Asimismo, el modelo HSL define el color dentro de un espacio de coordenadas, donde hue indica la orientación dentro 
de una rueda de color, mientras que la saturación y la luminosidad indican las amplitudes a lo largo de ejes diferentes. 
Los matices se miden dentro de un espacio de color RGB, que es similar a la mayoría de espacios de color RGB, a 
menos que no existan escalas de blancos y negros. 
 
Rueda de color RGB 
Nota: aunque hue utiliza un valor de color hexadecimal RGB, solo lo usa para determinar el color básico (la orientación 
en la rueda de color) y no para definir la saturación o la luminosidad, que se indican por separado como cambios 
porcentuales. Por ejemplo, el matiz del verde puro se puede definir como hue:0x00ff00 o hue:0x000100 y 
ambos matices serán idénticos (los dos valores corresponden al verde puro en el modelo de color HSL). Los 
valores hue RGB están formados por partes iguales de rojo, verde y azul, como hue:0x0000000 (negro) 
y hue:0xffffff (blanco) y todas las escalas puras de grises, y no indican ningún matiz, dado que ninguno de 
estos valores determina una orientación en el espacio de coordenadas HSL. Para especificar negro, blanco o gris, 
debes eliminar toda la saturación (saturation) (añade una operaciónsaturation:-100) y determinar la 
luminosidad (lightness) en su lugar. 
Asimismo, cuando se modifican recursos existentes que ya disponían de un esquema de color, cambiar un valor, 
como hue, no modifica la saturación (saturation) o la luminosidad (lightness) existentes. 
El siguiente ejemplo muestra un mapa de Brooklyn en el que el color de las carreteras locales se ha cambiado a verde 
brillante y el de las áreas residenciales a negro (ten en cuenta que en este ejemplo —completamente funcional— se ha 







En el siguiente ejemplo, más complejo, se utilizan varias operaciones y simplificaciones para obtener la apariencia 













El parámetro markers define un conjunto de uno o varios marcadores en un conjunto de ubicaciones. Los 
marcadores definidos en una declaración markers única deben mostrar el mismo estilo visual; si deseas mostrar 
marcadores con estilos distintos, tendrás que proporcionar varios parámetros markers con información de estilo 
independiente. 
El parámetro markers toma un conjunto de asignaciones de valores (descriptores de marcadores) con el formato 
markers=markerStyles|markerLocation1| markerLocation2|..., etc. 
El conjunto de estilos de marcadores (markerStyles) se establece al principio de la declaración markers y consta de 
cero o varios descriptores de estilo separados por plecas (|), seguido de un conjunto de una o varias ubicaciones 
separadas también por plecas (|). 
Dado que tanto la información de estilo como la información de ubicación vienen delimitadas por plecas, la información 
de estilo debe aparecer primero en cualquier descriptor de marcador. Una vez que el servidor de Google Static Maps 
detecta una ubicación en el descriptor de marcador, se asume que todos los demás parámetros son también 
ubicaciones. 
Estilos de marcadores 
El conjunto de descriptores de estilo de marcadores es una serie de asignaciones de valores separados por plecas (|). 
El descriptor de estilo define atributos visuales que se van a utilizar al mostrar los marcadores en el descriptor de 
marcador. A continuación se indican las asignaciones de clave/valor de los descriptores de estilo. 
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• size: (opcional) especifica el tamaño del marcador del conjunto {tiny, mid, small}. Si no se define un 
parámetro size, el marcador aparecerá en su tamaño predeterminado (normal). 
• color: (opcional) especifica un color de 24 bits (por ejemplo, color=0xFFFFCC) o un color predefinido del 
conjunto {black, brown, green, purple, yellow, blue, gray, orange, red, 
white}. 
Ten en cuenta que las transparencias (que se especifican mediante valores de color hexadecimales de 32 bits) no se pueden 
utilizar con los marcadores, aunque sí se admiten en las rutas. 
• label: (opcional) especifica un único carácter alfanumérico en mayúscula del conjunto {A-Z, 0-9} (el uso de caracteres 
en mayúscula es un nuevo requisito introducido en esta versión del API). Ten en cuenta que los marcadores con tamaño 
definido mid y predeterminado son los únicos marcadores capaces de mostrar un parámetro alphanumeric-
character. Los marcadores tiny y small no son capaces de mostrar un carácter alfanumérico. 
Nota: en vez de utilizar estos marcadores, es posible que desees utilizar tu propio icono personalizado (para obtener 
más información, consulta Iconos personalizados que aparece más adelante). 
Ubicaciones de marcadores 
Todos los descriptores de marcadores deben incluir un conjunto de una o varias ubicaciones que definan el lugar del 
mapa en el que se va a ubicar el marcador. Estas ubicaciones se pueden especificar como valores de latitud/longitud o 
como direcciones. Estas ubicaciones están separadas por plecas (|). 
Los parámetros de ubicación definen la ubicación del marcador en el mapa. Si la ubicación queda fuera del mapa, el 
marcador no aparecerá en la imagen generada, siempre que se hayan proporcionado los 
parámetros center y zoom. Sin embargo, si no se han especificado estos parámetros, el servidor de Google Static 
Maps generará automáticamente una imagen que incluirá los marcadores proporcionados (consulta la sección Cómo 
posicionar de forma implícita mapas que usan marcadores que aparece más adelante). 
A continuación se muestra una declaración de marcador de muestra. Ten en cuenta que definimos un conjunto de 





Para definir marcadores con estilos distintos, tenemos que proporcionar varios parámetros markers. Este conjunto 
de parámetros markers define tres marcadores: un marcador azul con la etiqueta "S" en las coordenadas 
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62.107733, -145.5419, un marcador verde pequeño en "Delta Junction, AK", y un marcador amarillo mediano con la 








En vez de utilizar los iconos de marcador de Google, puedes utilizar tus propios iconos personalizados. Los iconos 
personalizados se especifican mediante los siguientes descriptores para el parámetro markers: 
• icon especifica una URL que se puede utilizar como el icono personalizado del marcador. Las imágenes pueden estar en 
formato PNG, JPEG o GIF, aunque el formato recomendado es PNG. 
• shadow (predeterminado true) indica que el servicio de Google Static Maps debería crear una sombra adecuada para la 
imagen. Esta sombra se basa en la región visible de la imagen y en su opacidad o transparencia. 
El parámetro icon se debe especificar mediante una URL (que debe ser una URL codificada). Puedes utilizar 
cualquier URL válida que quieras o un servicio para acortar URL como, por 
ejemplo, http://bit.ly o http://tinyurl.com. La mayoría de los servicios para acortar URL tienen la 
ventaja de la codificación automática de URL. Los iconos tienen un límite de 4.096 píxeles (64x64 para las imágenes 
cuadradas), y el servicio de Google Static Maps permite hasta cinco iconos personalizados únicos por solicitud. Ten en 
cuenta que cada uno de estos iconos únicos se puede utilizar varias veces dentro del mapa estático. 
Los iconos personalizados que tienen un descriptor shadow:true (el predeterminado) tendrán su "punto de 
anclaje" establecido como el centro inferior de la imagen de icono proporcionada, a partir de la que se representa la 
sombra. Los iconos sin sombra (que establecen un descriptor shadow:false) se consideran en su lugar como 
iconos centrados en sus ubicaciones especificadas, por lo que sus puntos de anclaje se establecen como el centro de 
la imagen. 
En el siguiente ejemplo se utiliza el API de Google Chart para crear marcadores personalizados que muestren varias 







Nota: los diferentes niveles de escape anteriores pueden resultar confusos. El API de Google Chart utiliza plecas (|) 
para delimitar cadenas dentro de los parámetros de URL. Como este carácter no se puede utilizar legalmente dentro de 
una URL (consulta la nota anterior), a la hora de crear una URL de gráfico válida, se aplica el formato de escape %7C. 
El resultado se inserta como una cadena en una especificación icon. Sin embargo, contiene un carácter % (del 
formato %7C mencionado anteriormente) que no se puede incluir directamente como dato en una URL y al que se 
debe aplicar el formato de escape %25. Como consecuencia, la URL incluye %257C, que representa dos capas de 
codificación. Del mismo modo, la URL de gráfico contiene un carácter & que no se puede incluir directamente sin que 
se confunda con un separador de parámetros de URL de mapas estáticos, por lo que también se debe codificar. 
A continuación, se indican los pasos que se deben seguir para crear una URL de mapa estático: 
# Intended chld parameter: 
chld=cafe|996600 
 
# Embedded in a fully valid chart URL: 
http://chart.apis.google.com/chart?chst=d_map_pin_icon&chld=cafe%7C996600 
 
# Intended icon parameter, containing a fully valid URL: 
markers=icon:http://chart.apis.google.com/chart?chst=d_map_pin_icon&chld=cafe%7C996600 
 





Rutas de mapas estáticos 
El parámetro path define un conjunto de una o varias ubicaciones conectadas por una ruta que se deben superponer 
a la imagen del mapa. El parámetro path toma un conjunto de asignaciones de valores (descriptores de ruta) con el 
formato 
path=pathStyles|pathLocation1|pathLocation2|..., etc. 
Ten en cuenta que los dos puntos de ruta se separan entre sí mediante una pleca (|). Dado que la información de 
estilo y la información de punto están delimitadas por plecas, la información de estilo debe aparecer primero en los 
descriptores de ruta. Una vez que el servidor de Google Static Maps detecta una ubicación en el descriptor de ruta, se 
asume que todos los demás parámetros también son ubicaciones. 
Estilos de ruta 
El conjunto de descriptores de estilo de ruta es una serie de asignaciones de valores separadas por plecas (|). El 
descriptor de estilo define los atributos visuales que se van a utilizar al mostrar la ruta. A continuación se indican las 
asignaciones de clave/valor de los descriptores de estilo. 
• weight: (opcional) especifica el grosor de la ruta en píxeles. Si no se define un parámetro weight, la ruta aparecerá 
con el grosor predeterminado (5 píxeles). 
• color: (opcional) especifica un color de 24 bits (por ejemplo, color=0xFFFFCC) o un valor hexadecimal de 32 
bits (por ejemplo, color=0xFFFFCCFF) o del conjunto {black, brown, green, purple, 
yellow, blue, gray, orange, red, white}. 
Al especificar un valor hexadecimal de 32 bits, los dos últimos caracteres indican el valor de transparencia alfa de 8 bits. Este 
valor varía entre 00 (completamente transparente) y FF (completamente opaco). Ten en cuenta que las transparencias se 
pueden utilizar en las rutas, aunque no se admiten en los marcadores. 
• fillcolor: (opcional) indica que la ruta delimita un área poligonal y especifica el color de relleno que se va a utilizar 
como superposición en dicha área. El conjunto de ubicaciones siguientes no tiene que ser un bucle "cerrado"; el servidor de 
Google Static Maps unirá de forma automática el primer y el último punto. Sin embargo, ten en cuenta que cualquier trazo 
fuera del área de relleno no se cerrará a menos que proporciones específicamente la misma ubicación inicial y final. 
A continuación, se muestran algunos ejemplos de definiciones de ruta. 
• Línea delgada azul, opacidad del 50%: path=color:0x0000ff|weight:1 
• Línea opaca roja: path=color:0xff0000ff|weight:5 
• Línea delgada opaca negra: path=color:0xffffffff|weight:10 
Estos estilos de ruta son opcionales. Si quieres emplear los atributos predeterminados, deberás omitir la definición de 
los atributos de ruta; en este caso, el primer "argumento" del descriptor de ruta estará formado por el primer punto 
declarado (ubicación). 
Puntos de ruta 
Para dibujar una ruta, el parámetro path también se debe transmitir a dos o más puntos. El API de Google Static 
Maps conectará la ruta que describen esos puntos, en el orden especificado. Cada punto de ruta (pathPoint) aparece 
marcado en el descriptor de ruta (pathDescriptor) separado por el carácter | (pleca). 
En el siguiente ejemplo se define una ruta azul con una opacidad del 50% predeterminada de Union Square (Nueva 




Los detalles del parámetro path aparecen a continuación: 
path=color:0x0000ff|weight:5|40.737102,-73.990318|40.749825,-73.987963|40.752946,-73.987384|40.755823,-73.986397 
En el siguiente ejemplo se define la misma ruta pero con una línea opaca roja y una opacidad del 100%: 
 
Los detalles del parámetro path aparecen a continuación: 
path=color:0xff0000ff|weight:5|40.737102,-73.990318|40.749825,-73.987963|40.752946,-73.987384|40.755823,-73.986397 
En el ejemplo que se indica a continuación se muestra un área poligonal de Manhattan, con una serie de intersecciones 
transmitidas como ubicaciones: 
 






Ten en cuenta que se establece la ruta para que sea invisible y el área poligonal para que tenga una opacidad del 15%. 
Polilíneas codificadas 
Puedes declarar una ruta como una polilínea codificada, en lugar de como una serie de ubicaciones, utilizando el 
prefijo enc: en la declaración de ubicación de path. Ten en cuenta que si suministras una ruta de polilínea 
codificada para un mapa, no tendrás que especificar los parámetros center ni zoom (que normalmente son 
obligatorios). 
El siguiente ejemplo muestra la ruta de la autopista de Alaska desde Dawson Creek (Columbia Británica) hasta Delta 
Junction (Alaska) con una polilínea codificada: 
http://maps.googleapis.com/maps/api/staticmap?size=400x400&path=weight:3%7Ccolor:orange%
7Cenc:polyline_data 
Al igual que sucede con las rutas estándar, las rutas de polilíneas codificadas también pueden delimitar áreas 
poligonales si se incluye un argumento fillcolor en el parámetro path. 





Las imágenes pueden especificar una ventana gráfica indicando las ubicaciones visibles mediante el 
parámetro visible. A través del parámetro visible, el servicio de Google Static Maps generará un mapa en el 
que las ubicaciones existentes sean visibles (este parámetro se puede combinar con rutas o marcadores existentes 
para definir también una región visible). Si se define una ventana gráfica de este modo, no será necesario especificar 
un nivel de zoom exacto. 
En el ejemplo que aparece a continuación se muestra un mapa que se centra en Boston (Massachusetts) y que incluye 







Cómo posicionar de forma implícita mapas que usan marcadores 
Por lo general, deberás especificar los parámetros de URL center y zoom para definir la ubicación y el nivel de 
zoom del mapa que has generado. Sin embargo, si proporcionas los parámetros markers, path o visible, 
puedes dejar que el API de Google Static Maps determine, de forma implícita, el centro y el nivel de zoom correctos, 
según una evaluación de la posición de estos elementos. 
Si proporcionas dos o más elementos, el API de Google Static Maps determinará un centro y un nivel de zoom 
adecuados, incluyendo márgenes generosos para los elementos incluidos. En el ejemplo que se indica a continuación, 
se muestra San Francisco, Oakland y San José (California): 
http://maps.googleapis.com/maps/api/staticmap?size=512x512&maptype=roadmap\ 
&markers=size:mid%7Ccolor:red%7CSan+Francisco,CA%7COakland,CA%7CSan+Jose,CA&sensor=false 
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