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Automating the Promotion of DB2 Objects 
from a Test to a Product ion Env iro_nment 
Sally G. Hiestand 
ABSTRACT 
D82, IBM's relational data base management system for 
mainframe computers, has become one of the most widely use
d 
mainframe data base management products. DB2's data manipulatio
n 
language, SQL (structured query language), is an industry standard. 
IBM continues to devote substantial resources to research, 
development, and support of the product, and has committed t
o 
providing compatible DBMS products for its mini and microcomputers
, 
as well. 
As more firms purchase DB2, they will tackle many of the ~ame 
prbblems Pennsylvania Power & Light faced when DB2 was firs
t 
brought in~house. Programmers and analysts had to be trained in
 
using SQL and in data base design; standards such as naming 
conventions had to be set. Procedures for the backup and day
 to 
day maintenance of the system were developed. 
Another necessary procedure involved the moving of objects 
developed and tested in a test environment to production. In man
y 
data processing departments, this task is a manual proc
ess 
completed by a data base administrator. Initially, the job was 
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·performed manually at PP&L, but it soon came to be considered a 
tedious, time-consuming chore. As a computer systems project 
specialist, I was asked to develop and implement a set of automated 
procedures aimed at eliminating the manual work. As we shall see, 
many exceptional cases and problems which could result in the loss 
of data arose, making the project interes~ing and challenging. 
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1.1 D82 
CHAPTER 1 
PP&L'S ENVIRONMENT 
DB2 is a relational database management system used on large 
IBM mainframe computers. SQL, or Structured Query Language, is the 
data manipulation la.nguage it provides to access and update data 
stored within DB2. The basic unit of a set of data is called a 
table. A table may be thought of as a file. Each "record" within 
a file is called a row in a table; each field is called a column. 
A table does not represent an actual area of storage; it· is 
more like a template which describes the data itself. The D82 
object which defines the storage is called a tablespace. One or 
more tables reside within a tablespace; therefore, the tablespace 
must exist before a table can be created. 
As a means of speeding up access to data, DB2 provides for an 
object called an index. An index is defined on one or more columrts 
of a table. For the various values of the column(s) specified, the 
index points to th~ data pages in the table. As a DB2 object, an 
index defines both an actual piece of storage as a tablespace doe~, 
and the data contained in that storage (as a table does). Because 
an index is defined on a table, the table must first exist before 
an index .can be created. 
There are two more D82 objects. Let us first discuss views. 
A view is a templat~ which is defined on a table. A view can 
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contain some or all of the columns of 
a table; it can include some 
or all of the rows, as determined by 
given selection criteria; it 
can also combine data from two or more 
tables in a join. Views can 
be based not only on tables, but also o
n other views. Like tables, 
views are definitions of data, but do
 not represent any actual 
storage. 
The last DB2 object is the database. Actually, a 
database 
mu~t always be the first object created, as it co
ntains all other 
types of D82 objects. More specificaily, a d
atabase is a 
collection of tablespaces and indexes 
(the only two objects which 
represent actual storage). Tables are defined in 
tablespaces; views 
are defined on tables~ Therefore, all o
bjects must reside within a 
database. 
The sample create statements for each
 object type shown in 
figure 1.1 illustrate the requirement
s for defining objects, and 
figure 1.2 shows the heirarchy in w
hich D82 objects must be 
created. 
Object dependencies are important not only when 
creating 
objects, but also when dropping (deleting) them. W
hen an object is 
dropped, D82 automatically drops all ob
jects· dependent on it. This 
can be dangerous, especially since D82 
gives no indication of what 
it drops. Nothing is saved which wo
uld allow for the recovery of 
those objects if the primary object was dropped by m
istake. 
As all these interdependencies between o
bjects would suggest, 
changing DB2 objects is not a trivial matter. Con
sider removing a 
4 
column from a table. Doing so would invalidate every view on the 
table that references that column. Even changing the data type of 
a column could also affect dependent views. DB2 does not attempt 
to handle these situations; it forces bne to delete and recreate 
the object to be changed, requiring the user to keep track of 
dependent objects himself. Products are available on the market to 
automate this process, such as BMC Corporation's DB2 Alter. The 
only changes DB2 handles are those in which no dependent objects 
could be affected, such as adding a column to a table. Thus, the 
changing of objects poses the most problems for this project. 
While each object will be studied in more detail in later 
chapters, one more functional aspect of D82 should be mentioned 
now. DB2 keeps track of all existing objects in a database called 
the system catalog. The catalog co~tains tables which are updated 
by D82 whenever an object is changed. While these tables cannot be 
updated directly, they can be read to determine information about 
objects, which will be useful iri the automated move system. 
1.2 PP&L'S D82 ENVIRONMENT 
PP&L acquired DB2 in 1986. Until then, programmers used an 
in-house written data storage and retrieval system. As the 
department had no prior experience with earlier DBMSs such as IMS, 
DB2 was a major change. Several new application systems ready to 
begin design were chosen as pilot projects, and during work on 
these, standards and procedures for naming and updating objects, 
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providing backup and _recovery, and other operational and 
maintenance procedures were developed. What emerged was PP&L's 
current congfiguration of four DB2 subsystems. DB2A is the test 
and development subsystem; DB2B is the production TSO subsystem; 
DB2C is for production CICS (these· had to be split because PP&L 
runs TSO and CICS on different CPUs). Finally, DB2D is the 
production "ad hoc" user subsystem, containing copies of production 
data for direct inquiry by users Via QMF, SAS, or other products. 
DB2D was created to reduce contention and degradation of response 
time on the production subsystems. 
No mass conve~sion of existing syst~ns was ddne. DB2 would be 
used for all new systems and rewrites of old systems. Therefore, 
there has been steady growth on all DB2 subsystems. 
The position of Data Base Administrator never existed at PP&L, 
and no such position was created. Instead, a new functional group 
called the Development Support Group was formed. This group's 
first responsibility was DB2 support and education. After much of 
the start-up work was complete, the group's responsibilities were 
expanded to include the support of all acquired program development 
products, ~uch as !SPF, PL/I, and CASE tools, both on the mainframe 
and on persdnal computers. This ·1eft little time for traditional 
OBA duties. Some of these dutiesj such as database design, were 
shifted to the application programmer/analyst, with the Development 
Support Group acting as cons~ltants. However, some of the OBA 
chores still remained. Moving DB2 objects from. test to production 
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was soon identified as one of the most time-consumin
g and tedlous 
of those chores. 
PP&L developed an in-house system to handle the moving
 cif all 
non-DB2 software it~ms from test to production. Calle
d the Systems 
& Computer Services Memo System, it allows a progra
mmer to enter 
the software items he has changed. After those items
 are approved 
fbr change by an authorized supervisor, the system in
itiates batch 
procedures which move the items from designated stag
ing libraries 
to production. The success or failure of the move
 is recorded and 
kept in the Memo System as part of a .permanen
t history of 
production updates. 
The M~mo System initially allowed for the entry o
f DB2 
objects, but moving these items was done manually. The system
 
really only provided an audit trail. Procedures were
 needed which 
would take the list of items· pending change from the
 Memo Sygtem, 
carry out the promotion of those objects, and then report back to 
the Memo System the success or failure of each object. 
7 
CREATE DATABASE DBAPS01 STOGROUP SYSDEFLT BUFFERPOOL BPO; 
CREATE TABLESPACE TSDBMV60 IN DBAPS01 
LOCKSIZE ANY BUFFERPOOL BPO CLOSE NO 
USING STOGROUP GRP701 PRIQTY 10.0 SECQTY 20; 
CREATE TABLE DB2A.TBDBMV60 
(OBJNAME CHAR(l8) NOT NULL, 
SUBSYS CHAR(4) NOT NULL, 
STATUS CHAR(l) NOT NULL, 
SEQNO SMALLINT NOT NULL, 
CICS OBJ CHAR(l) NOT NULL, 
OBJTYPE CHAR(lO) NOT NULL, 
EXCEPTN CHAR(l) NOT NULL WITH DEFAULT, 
SCSLIB CHAR(8) NOT NULL WITH DEFAULT, 
TS -STG CHAR(26) NOT NULL WITH DEFAULT, 
PEPL STG INTEGER NOT NULL WITH DEFAULT, 
USER STG CHAR(8) NOT NULL WITH DEFAULT, 
TS PEND CHAR(26) ·NOT NULL WITH DEFAULT, 
TS MOVE CHAR(26) NOT NULL WITH DEFAULT, 
TSTA CHAR(l) NOT NULL WITH DEFAULT, 
REPORTED CHAR(t) NOT NULL WITH DEFAULT, 
ACTION CHAR(l) NOT NULL WITH DEFAULT) 
IN DBAPS01.TSDBMV60; 
COMMENT ON TABLE DB2A.TBDBMV60 IS 'DB2 OBJECT STAGING TABLE'; 
CREATE UNIQUE INDEX DB2A.IXDBMV60 ON DB2A.TBDBMV60 
(OBJNAME,SUBSYS,STATUS,SEQNO) 
USING STOGROUP GRP701 PRIQTY 20 SECQTY 5 
SUBPAGES 4 BUFFERPOOL BPO CLOSE NO; 
CREATE VIEW DB2A.VDBMX20B AS 
SELECT OBJNAME,SUBSYS,SEQNO,OBJTYPE,TSTA 
FROM DB2A.TBDBMV60; 
figure 1.1 Sample create statements for DB2 objects 
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DATABASE 
TABLES PACE 
TABLE 
INDEX VIEW 
figure 1.2 Heirarchy of 082 objects 
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CHAPTER 2 
SYSTEM OVERVIEW 
" 
2.1 THE SYSTEM'S FOUNDATION 
When I first began the task of automating the promotion of
 DB2 
objects, I did not need to start from scratch. Two major pieces of 
the system were already in place, and provided a found
ation on 
which to base the r~st~ 
First, a network of jobs for each DB2 subsystem existed which 
were used to facilitate the manual update of objects. The central 
job took in a dataset which contained the DDL to create, alter, or 
drop production objects. While this dataset's contents were 
entered manually, a staging procedure was already in pl
ace which 
allowed programmers to put DDL into staging libraries (one for each 
subsystem) . The DDL staged by the procedure was always a create 
statement for the object; for those objects being changed or 
dropped, the DDL had to be changed manually for the p
roduction 
update job. 
Also already in place was a series of jobs which updated DB2 
plans in production and moved Data Base Request Module
s (DBRMs) 
into a production library. From staging plans to th
e production 
update, automation was complete. 
For both objects and plans, each production u.pdate had to be 
manually duplicated in the test environment. In 
the DB2A test 
subsystem, a copy of every production object is kept with the 
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creator id "TSTA." While programmers may insert, update, an
d 
delete data and bind their own plans using these objects, only 
Development Support Group personnel may drop or alter them, or bin
d 
plans with a production name. This is to guarantee a test versio
n 
identical to production. 
Therefore, the completed system would encompass developing 
procedures to move objects to production that would fit into the 
existing framework of staging procedures and production move jobs, 
and an entirely new procedure to process "TSTA" updates. 
2.2 DETAILS OF THE EXISTING FRAMEWORK 
The update procedures for plans, more than any other portion 
of the existing system, provided the details needed for handlin
g 
objects. As with any software item to be moved to production, plans 
must first be staged. In executing the staging procedure, 
the 
programmer enters the plan. name, production DB2 subsystem, type o
f 
update (bind, rebind, or free), and the associated DBRM members to 
be updated. This information is ~laced in three DB2 tables wh
ich 
reside in the test subsystem (DB2A): TBDBMV60, which contains basic 
data about the plan; TBDBMV61, which contains the actu·a1 statement
s 
to update the plan; and TBDBMV62, which contains one row for eac
h 
DBRM to be updated with the plan. See figure 2.1 for the column
s 
contained in each of these tables. These tables are us
ed by the 
production move procedure for plans; the status on TBDBMV60 is
 
updated to reflect success or failure. 
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I realized that TBDBMV60 could be used for two additional 
purposes in the. new parts of the system. The object staging 
procedure could add a row to TBDBMV60 for each object, just as plan 
staging did for plans. Also, a new column, "TSTA," could be added 
to indicate whether an object or plan needed to be updated in test. 
Since staging an object does not require authorization for 
change, an entry on TBDBMV60 alone could not be used to t_rigger 
production updates. That trigger must come from the Memo System. 
Already that system provided a PL/I file containing a record for 
each item to be updated; the DB2 procedures could not only read 
that file, but also update each record to indicate success or 
failure of the move for reporting back to the Memo System. The 
entire process is controlled by the column STATUS on TBDBMV60. 
When an object or plan is first staged, STATUS is set to "S" 
(staged) . The first program in the update processing reads the 
file from the Memo System and for each object, finds its row in 
TBDBMV60 and sets its STATUS to "P" (pending). The program which 
actually updates the object in production selects only those in 
TBDBMV60 with STATUS= "P." After processing, STATUS is changed to 
either "M" (moved) or "C" (cancelled). A final program in the 
process updates the Memo System file to indicate success or failure 
of the move, as indicated by the STATUS column. 
With this framework established, let us now· concentrate on the 
actual updating of· the objects themselves. 
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2.3 PRODUCTION UPDATES 
The most critical factor in the successful
 updating of DB2 
objects is the order in which they are done. All objec
ts must be 
done before plans, which was the case in the
 existing system. The 
job which processed the manually-entered DDL ran before
 the plan 
update job. A new program which formats DDL found in th
e staging 
libraries and 
processing job. 
processes it could replace the existing
 DDL 
Th~ order in which individual object types are done is a
lso 
critical. When adding or changing, objects at the to
p of the 
heirarchy must be done first. A database
 must exist- before a 
tablespace may be created in it; creating 
a table requires the 
existence of a tablespace. When deleting
 objects, the required 
order is reversed. Otherwise, if a database
 is dropped first, all 
objects within it are dropped without any record of them r
emaining. 
This danger of losing objects led to a check for depende
nt objects 
before any object is dropped, as a safeguard against s
uch loss. 
(The information needed to perform this check is st
ored in the 
system catalog. ) 
To ensure objects are done in the. proper order, once a lis
t of 
objects is received from the Memo System and cross-checked
 with the 
staging table (TBDBMV60), the list must be sorted. No
te the object 
type names on TBDBMV60 (figure 2.1); the A, B, C, D, an
d E prefixes 
are for sorting purposes. 
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At first glance, it may seem ihat all ad
ds should be done 
first, in order of heirarchy (database, tablespace,
 table, index, 
and view); all changes would be done next. Howev
er, this could 
cause a problem when adding a view which
 references an existing 
table. Suppose the. new view accessed a 
column which was being 
added to the table. This would require th
at the table be changed 
before the view could be added. Therefore, 
all adds and changes of 
higher order objects must be done before those low
er in the 
heirarchy. After analyzing many poss
ible scenarios, sorting 
objects by object ty~e first (database, tablespace, ta
ble, index, 
and view) and then by action (add, then change) was
 chosen as the 
processing order. After adds and chang
es, deletes are done in 
reverse order (view~, indexes, tables, tablespaces, a
nd databases). 
Unfortunately, merely sorting objects by action and ob
ject 
type is ·not enough to address all potential
 problems. Views may be 
dependent on other views. If a view 
and its dependent view are 
added at the same time, there is no wa
y to ensure that the 
referenced view is processed first. This p
roblem will be discussed 
in more detail in Chapter 3. 
After considering these issues, I next analy
zed the processing 
required for each type of object. Some objects seemed
 relatively 
easy, such as indexes, since they cann
ot have any dependent 
objects. But other objects, such as tables, had many
 complicated 
cases and exceptions to the general rule
. Indeed, table changes 
often had to be handled manually (using a product
 such as DB2 
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Alter), since changing could require dropping and recreating the 
table and recovering many dependent indexes, views, and plans. 
Because of such complications, my colleagues and I decided to 
automate only one object at a time, beginning with views. If the 
new automatic move job were run after the old job which processes 
manual DDL, we could automate objects one at a time, starting wi~h 
those of lowest precedence, allowing the new processing to b
e 
gradually phased in. 
2.4 TSTA UPDATES 
Once the framework for handling production updates was 
established, TSTA updates could be tackled. In most cases, TSTA
 
updates should be done after production updates, and only i
f 
production was successful. A new job could be added after all 
production processing which would update the TSTA switch for eac
h 
object which successfully ~oved to production (STATUS= ''M" on 
TBDBMV60) and which had not yet been completed in test (TSTA = 
blank on TBDBMV60). TSTA updates would be reported as completed 
(TSTA = "Y") or failed (TSTA = 11 F"). 
There is one exception to completing TSTA updates after 
production. For CICS, a special testing period is held during 
the 
day before production updates are done that night. TSTA must b
e 
ready for this period. Prior to automating updates, _progra
mmers 
had to ask for s·pecial TSTA updates for CICS testing. 
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To handle these special updates, I developed a procedure which 
runs the morning of eacn CICS test day (generally Mondays and 
Thursdays) . It scans the Memo System for DB2C (the CICS DB2 
subsystem) pending updates, finds those objects on the DB2 staging 
table (TBDBMV60), and sets the TSTA column to "P" for them. A 
second job in the procedure reads those pending items from the 
staging table and processes them. If a programmer finds an error 
during testing and must correct the object, a procedure is 
available to allow the TSTA update for the object to be done again. 
This completes my discussion of the system framework. See 
figure 2.2 for a complete diagram of the system and the flow of 
processing through it. :Remaining chapters will look at each object 
type, the problems peculiar to each, and how those problems were 
solved. 
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COLUMN 
OBJNAME 
SUBSYS 
STATUS 
SEQNO 
CICS OBJ 
·oBJTYPE 
EXCEPTN 
SCSLIB 
TS STG 
PEPL STG 
USER STG 
TS PEND 
TS MOVE 
TSTA 
REPORTED 
·ACTION 
DB2A.TBDBMV60 - DB2 OBJECT STAGING TABLE 
TYPE 
CHAR( 18) 
CHAR( 4) 
CHAR( 1) 
SMALLINT 
CHAR( 1) 
CHAR( 10) 
CHAR( 1) 
CHAR(8) 
CHAR(26) 
INTEGER 
CHAR(8) 
CHAR(26) 
CHAR(26) 
CHAR( 1) 
CHAR(l) 
CHAR( 1) 
NULLS DEFAULT DESCRIPTION 
N N Name of DB2 object 
N N Production subsystem 
N N Object status: S= 
staged,P=pending, 
M=moved,B=bind fail 
L=load fail,F=fail 
N N Sequence number (for 
plans processed more 
than once) 
N N Is object used in 
CICS, Y or N 
N N Type of object: For 
plans, BIND,REBIND, 
FREE; for others, 
ADATABASE,BTSPACE, 
CTABLE,DINDEX,EVIEW 
N 
N 
N 
N 
N 
N 
N 
N 
N 
N 
y 
y 
y 
y 
y 
y 
y 
y 
y 
y 
Move time: E=SPM, 
N=4AM,I=Immediate 
For plans, load 
module library 
Timestamp when staged 
Number of person who 
staged object 
Logonid of person who 
staged object 
Timestamp object was 
marked pending 
Timestamp object was 
moved or failed 
TSTA move: Y=done, 
blank=not done,P=CICS 
pending,R~crcs redo, 
F=failed 
Item status reported: 
Y=yes,blank=no 
A=add,C=change, 
D=delete 
figure 2.1 Definitions of object staging tables 
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DB2A.TBDBMV61 - BIND, REBIND, FREE STATEMENTS FOR PLANS 
COLUMN TYPE NULLS DEFAULT DESCRIPTION 
OBJNAME CHAR(l8) N N Plan name 
SUBSYS CHAR(4) N N Production subsystem 
SEQNO SMALLINT N N Sequence number 
STMTNO SMALLINT N y Sequence number o
f 
statement part 
STMT VAR CHAR ( 7 2 ) N y Bind,rebind, or free 
statement 
DB2A.TBDBMV62 - DBRM MEMEBERS STAGED TO MOVE 
COLUMN TYPE NULLS DEFAULT DESCRIPTION 
DBRM CHAR(8) N N Name of DBRM member 
PLANNAME CHAR(8) N N Name of associated 
plan 
SUBSYS CHAR(4) N N Production subsystem 
of plan 
SEQNO SMALLINT N N Status: S=staged,M= 
moved,F=failed,A/C/D= 
add/change/delete 
REPORTED CHAR(l) N y Item status reported: 
Y=yes,blank=no 
figure 2.1 (continued) 
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BDBMW12 
Reads list of objects from Memo System; 
sets STATUS= "P" on TBDBMV60; creates one 
dataset per subsystem containing sorted list 
of objects to move. 
BDBMW20 
Builds transaction files of binds and load 
module moves (1 per subsystem). 
BDBTA60 BDBPB60 B0BPC60 B0BPD60 
Process manual DDL from dataset; one job 
for each 082 subsystem. 
BDBMXAO BDBMXBO BDBMXCO BDBMXDO 
Process automatic moves ~or each subsystem; 
read in datasets created by BDBMW12. 
BDBMAlO BDBMB10 80BMC10 B0BMD10 
Bind plans and move load modules; read in 
transaction files created by BDBMW20. 
B0BMW40 
Moves DBRMs for successful binds; marks 
plan and load module STATUS on TBDBMV60. 
BDBMW60 
Marks STATUS on TBDBMV60 from object files; 
updates status on Memo System files; updates 
status on Memo System file for DBRMs. 
B0BMX30 
Does TSTA processing for plans and objects 
successfully moved. 
figure 2.2 Job diagram of move processing 
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CHAPTER 3 
VIEWS 
Views (and indexes) are at the bottom of
 the DB2 object 
heirarchy. No other objects are dependent on
 views, although a 
view may be dependent on another 
view. Let us examine how views 
are processed, first for production
, then for TSTA. 
3.1 PRODUCTION 
Adds of views to production are rela
tively simple. The object 
staging library already contains t
he create statement (properly 
formatted for production) to create the v
iew. The production 
update procedure simply executes 
that staged DDL and records 
success or failure (if failed, the SQLCODE 
is reported so that the 
cause may be determined). 
Drops are also fairly simple. No D
DL from the staging library 
is needed; the procedure formats a
nd executes the drop statement 
itself. Before dropping a view, 
the procedure checks if any 
objects are dependerit on it by reading the 
system catalog table 
SYSIBM.SYSVIEWDEP. (As mentioned earlier
, the system catalog is 
the database used by DB2 to keep 
track of all objects and the 
relationships among them.) If no dependent
 objects are found, the 
procedure proceeds with the drop; 
otherwise, the view is marked 
failed, and a message stating why is
 printed. It is thus up to the 
programmer to determine all depend
ent. objects and initiate the 
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delete process for each (through the Memo Syste
m) so that the 
original view may be deleted, or, if 
the dependent objects are 
still needed, realize that the dropping 
of the view would have been 
a mistake. 
Finally, changes to views are a bit more
 complex. No "alter" 
statement exists for a view; it must 
be ·dropped and recreated. 
Since a drop is involved, the program
 again checks the system 
catalog for dependent objects. If any are found i
n this case, a 
message is printed and processing is h
alted. The programmer must 
arrange for the Development Support Gr
oup to manually change the 
-view (most likely with th~ help of DB2 Alter,
 which generates a 
list of all dependent objects before dropping the
 view, so those 
objects may be recreated after the original view is 
re-added). DSG 
personnel can manually record the succes
s or failure of the move in 
the Memo Syijtem in such a case. 
Note that if a view is found to have d
ependent objects, it 
would certainly be possible to write 
code to save the create DDL 
for those objects (found in the system catalog), dr
op and recreate 
the original view, then recreate all t
he dependent objects. That 
is essentially how DB2 Alter and sim
ilar commercially available 
products work. However, other compl
ex quest ion·s arise in the 
process. For example, what should be do
ne if some of the dependent 
objects are no longer valid after the view is cha
nged? This can 
happen if a column is being eliminate
d from the view, and a 
dependent view references that column. 
Because the number of such 
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views at PP&L is relatively small, it was decided tha
t the time and 
effort to code that capability would not be cost-effe
ctive. 
Any view having no dependent objects is dr~pped as part of the 
change procedure. But first, any securities estab
lished for the 
view must be saved. The system catalog table SYS
IBM.SYSTABAUTH 
contains this information. All authorization
 IDs and the 
capabilities granted to each (SELECT, INSERT, UPDATE, DELETE) a
re 
saved in an array so they can be re.established later. 
After saving its securities, the view can finally be 
dropped, 
and the staged DDL executed to recreate the view. 
The success or 
failure of the procedure is recorded, and a message
 is printed in 
the case of failure. If successful, GRANT statements
 are generated 
and executed to restore all privileges; if unsuccess
ful, a list of 
the original securities is printed for use in manua
lly correcting 
whatever error occurred and restoring the view. 
One final point should be mentioned here. A view may
 have a 
comment or label defined, as may each col
umn of a view. 
Programmers are expected to use this facility when 
defining their 
views in test. The staging procedure· which in
serts DDL into the 
staging libraries includes "COMMENT ON" statements f
or views being 
added or changed, so that comments will be added 
or updated in 
production along with the view. 
3.2 EVALUATION OF PRODUCTION VIEW PROCESSING 
The above processing was developed in the hope of being able 
to handle any situation in processing views. Even though changi~g 
views with dependent objects. still must be done manually, the 
system can identify those views and skip processing them. In 
actual use of the system over several months, all processing of 
views functioned smoothly as designed, except for one circumstance 
alluded to in the earlier discussion of processing order. 
On several occasions, a programmer initiated a group of 
updates in which two new views were added, one of which was 
dependent on the other. While the system sorts objects for 
processing by type, no sorting was done within type. The order in 
which adds of views were done was random. In one case, the view on 
which the other was dependent was added first; the dependent view 
was then added successfully. In another, the dependent view was 
processed first, and so was unsuccessful. 
This situation could also occur with changes, with a slightly 
different result. Suppose a column is being added to one view, and 
a dependent view is being changed to access that new column. The 
system does not change views having dependent objects. Unless that 
view was updated manually before the dependent view's change was 
entered into the system, its update would always be unsuccessful. 
A possible solution in the case involving adds would be to 
scan the staged DDL for references to other views. This can be 
done fairly easily, since the names of views, and no other objects, 
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begin with "V" by convention at PP&L. Th
ose views referencing 
other views would be held for processing unt
il all other adds and 
changes were completed. Unfortunately, this 
would not be easy to 
incorporate into the current processing.. It 
would probably require 
scanning through all views before processing, 
then sorting the file 
containing the objects accordingly. That sort·ing would 
be in 
addition to the sorting by object type and action already d
one. 
Instead, I elected to adopt an easier, but
 only partial 
solution. When objects are sorted by type and action, 
they are 
also sorted in ascending name order. Programm
ers are instructed to 
give dependent views names which come alph
abetically after the 
names of the views on which they are depen
d~nt. As this is not 
always possible due to naming conventions, pro
grammers must also be 
aware of the need to move their objects during separate upd
ate runs 
in such cases. Unless a simpler solution 
is found or failures 
occur more frequently, this situation will be 
tolerated. 
3.3 TSTA PROCESSING 
Finally, let us briefly consider the correspon
ding processing 
for TSTA view updates. 
product.ion. 
The basic concepts are the same as for 
For adds, we again need to execute the DDL to 
create ·the view. 
Since the production version resides in the
 staging library, we 
copy it to a special TSTA staging library
 and update it as 
necessary (for views, the high-level qualifier of the v
iew must be 
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changed to TSTA). In the special case of redoing an add for CICS 
testing, the view must first be dropped. No checking for dependent 
objects is done before this drop because of the way the procedure 
allowing objects to be reprocessed is set up. A programmer cannot 
select individual items for reprocessing; either all updates for 
the day will be ·redone, or none. So even i~ dependent objects 
existed, they will also be re-added. After the add is successful, 
select, update, insert, and delete authorities are granted to the 
public (all TSTA tables are for testing only, so security is not a 
concern). 
Changes· are handled as they were in production, but with fewer 
checks. Since TSTA updates are done only after the corresponding 
production updates are successful, there is no need to check for 
dependent objects before carrying out a drop. This is true even 
though TSTA copies exist for objects in all three production 
subsystems; by PP&L naming standards, view names are unique across 
subsystems. As with adds, the staged DDL to create the view is 
copied ·to the TSTA staging library and modified as required before 
it is executed. On successful completion, select, update, insert, 
and delete capabilities are granted to the public. Processing for 
redo of· change for CICS testing is identical to normal change 
processing. 
Deletes are performed by formatting and executing the 
necessary drop statement. Again, there is no need to check for 
dependent objects, as that was done for the production update. 
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,; 
TSTA processing does not work from the same object list as 
production. The program reads the object staging table TBDBMV60 to 
find all objects which were-moved successfully in production but 
were not yet processed in test. The resulting list of objects is 
sorted as described earlier: adds and changes are done first, then 
deletes, following the required heirarchy. In any given run, the 
list of objects done in· TSTA may differ from that done in 
production, as TSTA updates that were missed in earlier runs or 
failed and were manually set. for reproc=essing (TSTA on TBD8MV60 was 
changed from riF" to blank) would b~ picked up. This is true not 
only of views, but bf all objects. 
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CHAPTER 4 
INDEXES 
Indexes are at the same level as views in the D8
2 heirarchy. 
No other objects are dependent on them; as such, they are
 even 
simpler to process than views. 
To add a ~iew in ·productioh, the staged DDL is e
xecuted. To 
change an index, it is dropped (no checks for dependent object
s are 
necessary) and recreated from the staged DDL. To drop a
n index, 
the drop statement is formatted and execut
ed with no other 
processing required. 
TSTA processing of indexes is the same, except t
hat the staged 
DDL must be changed. Since the definition of
 an index is for the 
production version, certain changes are req
uired to make it 
suitable for test. First, TSTA objects are given less spac
e than 
production in order to conserve disk space. 
The primary and 
secondary space allocations are checked;
 if less than 100 
Kilobytes, they are left as is; if more, they ar
e reduced to 25% of 
theit production size. Also, a new storage grou
p must be assigned. 
All storage groups defined in the test D82 subs
ystem are searched; 
the first one with enough space for the index is
 used. 
One problem was found to exist ~ith TSTA index
 processing. 
Unlike views, indexes with the same name may exi
st in more than one. 
production subsystem. If the index is
 being added to two 
s~bsystems, the first TSTA add. will be successfu
l, while the second 
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one will fail. This isn't really a problem, because the index 
should be identical in both subsystems, in accordance with PP&L 
standards. A drop, however, is a problem if the inde~ is being 
dropped from only one subsystem. With the introduction of 
distributed database capabilities in version 2.2 of DB2 and higher, 
it will be possible to check if an index resides in more than one 
production subsystem, but when the automated move system was 
developed under version 1.3, different DB2 subsystems could not be 
accessed through the same program. Since the problem exists only 
in test, and since indexes can be recreated fairly easily, this 
situation is tolerated. If a TSTA index was discovered to have 
been lost, we would simply recreate it. 
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CHAPTER 5 
TABLES 
Tables involve more complications in updating than any other 
object. While adds and deletes ara fairly straightforward, changes 
may fall into one of several cases. 
First, a table may be changed without dropping it, by the use 
of the ALTER TABLE SQL statement. This is the most desirable case 
- a table may have many dependent objects, but altering the table 
would have n·o ef feet on them. Unfortunately., the application of· 
the ALTER statement is very limited; it can be used orily to add new 
columns to a table. Changes such as removing a column or changing 
a column's attributes cannot be done. This makes sense, because 
such changes could affect views, indexes, or plans dependent on the 
table. However, although the function 6f the ALTER statement is 
limited, a sizable percentage of changes to production tables allow 
its use. This is because application developers are aware of the 
difficulties involved in most table changes, and make efforts to 
avoid them. 
Unfortunately, there are times when a production table must be 
changed and the ALTER statement cannot be used. The table must 
then be dropped and recreated. If a change is done early in the 
development of an application system, there may be no dependent 
objects on the table, in which case dropping and recreating it 
could be done. But if a table has many dependent objects, they 
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must be saved and recreated. As with v
iews, automating this 
process was deemed too costly for the n
umber of changes performed. 
Also, if we attempted to process all t
able chang~s automatically, 
the ~ystem would need to be able to dis
tinguish between those done 
with an ALTER and those done by droppin
g and recreating the table. 
Therefore, only the processing of ALT
ER statements on existing 
tables would be-automated. 
~ow that the reasoning behind how table
 changes are handled 
has been discussed, let us -summarize tab
le change processing. When 
a programmer stages a table, he must 
enter whether it is to be 
added, changed, or dropped. If it is to
 be changed, he must supply 
either a dataset name in which an ALTER
 TABLE statement is stored, 
or indicate that it is a manual change 
requiring a DROP and CREATE 
of the table. If a dataset is entered, 
the staging procedure scans 
it to ensure that no SQL statements other tha
n an ALTER TABLE, 
COMMENT, or LABEL statement for the s
taged table are in it. Then 
the dataset is copied into the object staging lib
rary, and a row 
for the table is added to the object staging table T
BDBMV60. If no 
ALTER dataset is indicated, no row is
 inserted into TBDBMV60. A 
row in this table triggers the automa
ted move process; by not 
placing an entry into the table, no auto
mated move will occur. 
During the actual move processing, th
e staged ALTER TABLE 
statement(s) is executed. Success or failu
re is recorded as 
described for views and indexes. Other
 table changes must be done 
manually, either completely outside of
 the regular move process 
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using a product such as BMC's 082 Alter to recover dependent 
objects, or, if no dependent objects exist, by manually coding a 
drop and create statement into the dataset read by the old manual 
update job, which executes immediately prior to the automatic 
object update. If the second approach is used, any securities or 
synonyms defined on the obje·ct must be recreated. After completing 
the change, success or failure must be recorded manually in the 
Memo System. 
During the first month of actual use, one problem with the 
processing of staged alter statements was discovered. Programmers 
may code several SQL statements in a single dataset, as long as 
they all update the same table. A typical dataset contains one 
alter statement to add a column and one comment statement for it. 
The pro~ram which performs the production update processes the 
dataset as a whole; {f only one part fails, the entire update is 
marked failed. In the case of doing an alter and then a comment, 
the change would be marked failed if the comment failed, even 
though the alter was successful. The code to pull apart all 
statements in the staged dataset and process them one at a ·time 
would be lengthy; we decided instead to leave the processing as is 
and handle such problems as they occur. In the above example, the 
status of the table change in ·the Memo System would be changed 
manually to moved; the failed comment statement could be corrected 
and placed in the dataset used by the manual object update job. To 
handle the TSTA update, the row for the object in the TBDBMV60 
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staging table would be updated to set status = 'M
' and the TSTA 
switch to blank, and the DDL in the staged data
set would be 
corrected. Both the production and test updates w
ould thus be 
completed in the next move .processing. 
Compared to changes, adds and deletes of tables are 
simple. 
Processing is essentially the same as for views and 
indexes. The 
CREATE statement for an add is placed in the object staging library 
and a row is added to TBDaMV60 at staging time. W
hen the update 
job processes the add, it simply executes the staged DDL for the 
table, and updates its status on the staging table. 
For a delete, 
the procedure checks for the existence of any depend
ent objects by 
reading the system catalog table SYSVIEWDEP, as was do
ne for views. 
The table is dropped only if no dependent objects are found~ 
For TSTA processing of adds and alters, the staged
 DDL is 
modified to reflect TSTA as the high-level qualifie
r, and then is 
executed. For a sucessful add, select, update, i
nsert, and delete 
privileges are granted to the public. This is not ne
cessary for an 
ALTER. Success or failure is recorded on the TSTA
 column of the 
object staging table. Changes which were done manually fo
r 
production must also be done manually for TSTA. 
For table deletes, a DROP statement is formatted and e
xecuted. 
But unlike TSTA view processing, a check for depend
ent objects is 
made first. This is because the same table may reside
 in more than 
one production DB2 subsystem. If it is deleted from 
one subsystem 
but not the other, it should remain in TSTA. Since P
P&L standards 
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dictate that all data access is to be done through views, a table· 
would have views on it in both subsystems, which would also have 
their TSTA counterparts. Hence~ if a table was succ
essfully 
dropped in one subsystem but still resided in another, its TSTA 
copy would still have views on it, and therefore not be dropped. 
Remember that this check could not be done for indexes, because 
they have no dependent objects. 
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CHAPTER 6 
TABLE SPACES 
As for all other objects, changes present the only difficulty 
in moving tablespaces to production. An ALTER TABLESPACE statement 
exists to change various characteristics of a tablespace, including 
primary and secondary space allocations. However, we decided to 
require all tablespace changes be done manually by DSG personnel, 
for several reasons. First, the. types bf changes allowed by the 
ALTER TABLESPACE statement relate to parameters that programmers 
are allowed to change only after consultation with the DSG anyway. 
For example, if the space for a tablespace is increased, someone 
must first make sure there is enough free space in the storage 
group for the larger size; otherwise, the tablespace may have to be 
moved. In addition, the ALTER TABLESPACE statement requires that 
the tablespace first be stopped; also, some changes, such as new 
space allocations, do not take effect until the DB2 utility "reorg" 
is performed on the tablespace. These additional steps are 
coordinated by the DSG, and would be difficult to automate. 
Second, some table changes are still manual. Most manual changes 
are processed by a job which runs before the automatic update job. 
If there wer~ a manual change to a table and an automatic change to 
its tablespace, errors in processing could result from performing 
the changes in the incorrect sequence. Finally, since changes to 
tablespaces are infrequent, the extra work to automat~ some of them 
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is unjustified. Therefore, all changes to tablespaces are done 
manually, either completely outside of the regular move procedures, 
or by the .manual update job, using DDL set up for it by DSG 
personnel. 
When a tablespace is changed, a row is placed in the object 
staging table and the tablespace definition is ~dded to the staging 
library, no matter whether the tablespace is to be added, changed, 
or deleted. Because no changes are done automatically, a row for a 
tablespace change is always ignored by the move program. For adds, 
the staged DDL is executed as is. For deletes, a drop is coded 
after ensuring that no objects dependent on the tablespace exist. 
TSTA updates are handled similarly. Changes are ignored; 
drops are coded and executed after checking for dependent objects; 
and adds are done by modifying the staged DDL to reduce the primary 
and secondary space required, and to create the tablespace in a 
storage group which is valid for TSTA. 
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CHAPTER 7 
DATABASES 
Databases are the last objects for which the automatic move 
process was implemented, and they are perhaps the simplest. Again, 
changes are not automated. There are very few characteristics of a 
database which can change, and the need to do so is extremely rare. 
Also, since tablespace changes are not automated, database changes 
also should not be automated; doing so could cause these objects to 
be processed in the wrong order. 
Staging databases is handled the same as for tablespaces. 
Changes found on the staging table. are ignored. (These entries are 
eventually deleted by a· program which periodically cleans out all 
staging libraries and the object staging table.) For adds, .the 
staged DDL is executed. For deletes, SYSTABLESPACE is checked to 
make sure no objects reside in the database before it is dropped. 
TSTA objects are processed the same way. Note that if a database 
is being added to two DB2 subsystems, two attempts to add it to the 
test subsystem will be made. The first will be successful; the 
second will fail becuase the object would alrea.dy exist. 
failure can be ignored. 
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This 
CHAPTER 8 
CONCLUSION 
The automated production update system for
 082 objects just 
described is not perfect. Manual work has
 not been eliminated. 
There remain ~ypes of updates which must
 still be performed by a 
person. Even for tho~e functions which ar
e automatedr problems can 
occur which result in the notification 
of an individual who mtist 
manually correct the situation. However, 
during the first nine 
months in which the srstem was in use, 
substantial time savings 
were noted. Previously, from thirty minu
tes up to two hours or 
more were spent each day manually perfor
ming production and te~t 
updates. With the new system, daily time
 spent verifying that 
·updates were done correctly is less than
 ten minutes. Manual 
updates are required on an average of two t
o three times per month. 
A substantial amount of time has thus be
en freed, which can be 
devoted to other important tasks, such a
s investigating ways to 
improve DB2 system performance, and provi
ding more assistance to 
application programmers in database design 
and system development. 
Other benefits not easily measured but s
till apparent to 
personnel using the system include fewer er
rors due to reduction of 
manual work, and improved staff morale af
ter the near elimination 
of a tedious, widely disliked daily chore. 
The following pages contain the main pro
gram code for the 
processing of objects in production and test. Figure
 8.1 is the 
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program which performs the production updates; figure 8.2 is the 
program which processes TSTA objects and plans. The complete 
source code is stored in Pennsylvania Power and Light's source code 
library. 
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PDBMXlO: PROC(PARM) OPTIONS(MAIN) REORDER; /* REVISED 8/15/90 */ 
/*-------------------------------------------------------------------
10/89 - PDBMXlO READS A TBDBMV60 FLAT FILE OF OBJECTS TO BE .MOVED TO 
PRODUCTION, FINDS DDL IN THE APPROPRIATE STAGING LIBRARY, AND 
EXECUTES IT. THE TBDBMV60 FLAT FILE IS THEN UPDATED TO REFLECT THE 
RESULT OF THE MOVE (STATUS SET TO MOVED OR FAILED) AND THE UPDATE 
TIME. 
1/90 - ADDED PARM INDICATING RUN TYPE (NORMAL, EXCEPTIONAL, OR 
IMMEDIATE). ADDED CODE TO CHECK IF VIEW BEING CHANGED HAS OTHER 
VIEWS DEPENDENT ON IT; IF SO, DO NOT PROCESS IT. 
3/90 - ADDED CODE TO HANDLE INDEX AND TABLE UPDATES. 
8/90 - ADDED CODE TO HANDLE TABLESPACES AND DATABASES. 
-------------------------------------------------------------------*/ 
DEFAULT RANGE(*) STATIC; 
DCL 
DCL 
DCL 
PARM 
RUNTYPE 
1 REC IN, 
2 OBJNAME 
2 SUBSYS 
2 STATUS 
2 SEQNO 
2 CICS OBJ 
2 OBJTYPE 
2 EXCEPTN 
2 SCSLIB 
2 TS STG 
2 PEPL STG 
2 USER STG 
2 TS PEND 
2 TS MOVE 
-
2 TSTA 
2 REPORTED 
2 ACTION 
ERRRPT 
(EOF_IN,ERR_SW) 
DBMV60 
(#AUTHS,LEN,J) 
HEADING 
PAGENO 
DBMX 11 
-
CHAR(lOO) VARYING, 
CHAR(l); 
CHAR( 18), 
CHAR( 4), 
CHAR ( 1), 
FIXED BIN ( 15), 
CHAR(l), 
CHAR( 10), 
CHAR(l), 
CHAR ( 8), 
CHAR( 26), 
FIXED BIN(31), 
CHAR( 8), 
CHAR(26), 
CHAR( 26), 
CHAR(l), 
CHAR ( 1), 
CHAR ( 1), 
FILE STREAM PRINT, 
BIT(l) ALIGNED INIT('O'B), 
FILE RECORD UPDATE; 
FIXED BIN(lS), 
ENTRY, 
FIXED BIN(31) INIT(O)_, 
CHAR(?) INIT('DBMX-11'); 
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DCL 1 AUTH(SOO), 
DCL 
5 TTNAME 
5 GRANTEE 
5 DELETEAUTH 
5 INSERTAUTH 
5 SELECTAUTH 
5 UPDATEAUTH 
IND CNT 
CNT 
QUOTE 
PARTl 
DSN 
MEMNAME 
VOL 
(C 
u 
CHAR(l8) VAR, 
CHAR( 8), 
CHAR(l), 
CHAR( 1), 
CHAR( 1), 
CHAR( 1); 
FIXED BIN(lS) INIT(O), 
FIXED BIN(31) INIT(O), 
CHAR( 1), 
CHAR(l4), 
CHAR ( 4 4 ) IN IT ( ' ' ) , 
CHAR( 8), 
CHAR( 6), 
INIT('C'), 
IN IT ( ' U ' } ) CHAR ( 1 ) , 
(SUBSTR,ADDR,INDEX) BUILTIN, 
(PDPBN06,PDPBSH1,PDBMX11,PDBMX12) 
CODEl 
UPD STAMP 
COND 
(0BMX1001S 
0BMX1002S 
0BMX1003S 
DB2ERR 
DBERRCODE 
SH ERRMSG 
LONG_ERRMSG(6) 
PLIDUMP 
PLABEND 
PLABTRM 
ENTRY, 
FIXED DEC(2) INIT(l), 
CHAR( 26), 
FIXED BIN(lS) INIT(O), 
INIT('DBMX1001 S '), 
INIT('DBMX1002 S '), 
INIT('DBMX1003 S ')) CHAR(l3), 
EXT ENTRY, 
CHAR( 1), 
CHAR( 64), 
CHAR( 80), 
BUILTIN, 
EXT ENTRY(FIXED BIN(31)), 
EXT ENTRY(FIXED BIN(31)); 
/*******************************************************************/ 
/* CREATE VIEW VDBMXlOA AS */ 
/* SELECT TTNAME,GRANTEE,DELETEAUTH,INSERTAUTH */ 
/* SELECTAUTH,UPDATEAUTH */ 
/* FROM SYSIBM.SYSTABAUTH; */ 
/********************************************~*******************~**./ 
EXEC SQL DECLARE VDBMXlOA TABLE 
( TTNAME VARCHAR(18) NOT NULL, 
GRANTEE CHAR(8) NOT NULL, 
DELETEAUTH CHAR(l) NOT NULL, 
INSERTAUTH CHAR(l) NOT NULL, 
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SELECTAUTH 
UPDATEAUTH 
) ; 
CHAR(l) NOT NULL, 
CHAR(l) NOT NULL 
/*******************************************************
************/ 
/* PL! DECLARATION FOR TABLE VDBMXlOA 
*/ 
/********************************************************
***********/ 
DCL 1 DCLA, 
5 TTNAME 
5 GRANTEE 
5 DELETEAUTH 
5 INSERTAUTH 
5 SELECTAUTH 
5 UPDATEAUTH 
CHAR ( 18) INIT ( ' ' } 
CHAR( 8) INIT (_' '), 
CHAR(l) INIT(' '), 
CHAR ( 1 ) IN IT ( ' ' ) , 
CHAR(l) INIT(' '}, 
CHAR( 1) INIT(' '); 
VAR, 
/********************************************************
****~******/ 
.. . 
/* INDICATOR VARIABLES FOR STRUCTURE DCLA */ 
/********************************************************
***********/ 
DCL PTR DCLA POINTER, 
-
IND_DCLA(6) FIXED. BINARY ( 15) INIT ( ( 6) 0} ; 
DCL 1 STR_DCLA BASED(PTR_DCLA), 
5 IND TTNAME FIXED BINARY ( 15), 
5 IND GRANTEE FIXED BINARY ( 15), 
5 IND DELETEAUTH FIXED BINARY(l5), 
5 IND INSERTAUTH FIXED BINARY ( 15), 
5 IND SELECTAUTH FIXED BINARY ( 15), 
5 IND UPDATEAUTH FIXED BINARY ( 15) ; 
-
PTR _DCLA = ADDR(IND_DCLA(l)); 
/********************************************************
***********/ 
/* CREATE VIEW VDBMXlOB AS 
/* SELECT BNAME,DNAME FROM SYSIBM.SYSVIEWDEP; 
*/ 
*/ 
/********************************************************
***********/ 
EXEC SQL DECLARE VDBMXlOB TABLE 
( BNAME 
DNAME 
) ; 
VARCHAR(-18) NOT NULL, 
VARCHAR(l8) NOT NULL 
/********************************************************
***********/ 
/* PLI DECLARATION FOR TABLE VDBMXlOB 
*/ 
/********************************************************
***********/ 
DCL 1 DCLB, 
5 BNAME 
5 DNAME 
CHAR(18) INIT(' ') VAR, 
CHAR( 18) INIT (' '). VAR; 
/********************************************************
***********/ 
/* INDICATOR VARIABLES FOR STRUCTURE DCLB 
*/ 
/******~*************************************************
***********/ 
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DCL 
DCL 
PTR 
PTR DCLB 
IND_DCLB(2) 
1 STR_DCLB BASED(PTR_DCLB), 
POINTER, 
FIXED BINARY(l5) INIT((2) O); 
5 IND BNAME FIXED BINARY(l5), 
5 IND DNAME FIXED BINARY(lS); 
DCLB = ADDR(IND_DCLB(l)); 
/*************************************************************
******/ 
/* CREATE VIEW VDBMXlOC AS *
/ 
./* SELECT NAME,TBNAME FROM SYSIBM.SYSINDEXES; */ 
/*************************************************************
******/ 
EXEC SQL DECLARE VDBMXlOC TABLE 
( NAME 
TBNAME 
) ; 
VARCHAR(l8) NOT NULL, 
VARCHAR(l8) NOT NULL 
/*************************************************************
******/ 
/* PLI DECLARATION FOR TABLE VDBMXlOC */ 
/*************************************************************
******/ 
DCL 1 DCLC, 
5 NAME 
.5 TBNAME 
CHAR(l8) INIT(' ') VAR, 
CHAR(l8) INIT(' ') VAR; 
/*************************************************************
******/ 
/* INDICATOR VARIABLES FOR STRUCTURE DCLC */ 
/***************************~*********************************
***~**/ 
DCL PTR DCLC 
IND_DCLC(2) 
DCL 1 STR_DCLC BASED(PTR_DCLC), 
POINTER, 
FIXED BINARY(15) INIT((2) O); 
5 IND NAME FIXED BINARY(l5), 
5 IND TBNAME FIXED BINARY(l5); 
_PTR DCLC = ADDR(IND_DCLC(l)); 
/**************************************************~**********
******/ 
/* CREATE VIEW V0BMX10D AS */
 
/* SELECT NAME,TSNAME FROM SYSIBM.SYSTABLES; *
/ 
/*************************************************************
******/ 
EXEC SQL DECLARE VDBMXlOD TABLE 
( NAME VARCHAR(l8) NOT NULL, 
CHAR(-8) NOT NULL TSNAME 
) ; 
/**************************************************************
*****/ 
/* PLI DECLARATION FOR TABLE VDBMXlOD *
/ 
/**************************************************************
*****/ 
DCL 1 DCLD, 
5 NAME 
5 TSNAME 
CHAR(l8) !NIT(' ') VAR, 
CHAR ( 8 ) IN IT ( ' ' ) ; 
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/********************************
********************************
***/ 
/* INDICATOR VARIABLES FOR STRUCTUR
E DCLD 
*/ 
/********************************
********************************
***/ 
DCL PTR DCLD 
IND_DCLD(2) 
DCL 1 STR_DCLD BASED(PTR_DCLD), 
POINTER, 
FIXED BINARY(lS) INIT((2) O); 
5 IND NAME FIXED BIN
ARY(lS), 
5 IND_TSNAME FIXED· BIN
ARY(lS); 
PTR_DCLD = ADDR(IND_DCLD(l)); 
/********************************
********************************
***/ 
/ * CREATE VIEW VDBMXlOE AS 
* / 
/* SELECT NAME,DBNAME FROM SYSIBM
.SYSTABLESPACE; *
/ 
/********************************
********************************
***/ 
EXEC SQL DECLARE VDBMXlOE TABLE 
( NAME 
DBNAME 
) ; 
CHAR(8) NOT NULL, 
CHAR(8) NOT NULL 
/***************~****************
********************************
***/ 
/* PL! DECLARATION FOR TABLE VDBMXl
OE 
*/ 
/**.*****************************
********************************
***./ 
DCL 1 DCLE, 
5 NAME 
5 DBNAME 
CHAR ( 8) !NIT ( ' ' ) , 
CHAR ( 8) !NIT ( ' ' ) ; 
/********************************
********************************
***/ 
/* INDICATOR VARIABLES FOR STRUCTURE 
DCLE */ 
/********************************
********************************
***/ 
DCL PTR DCLE 
IND_DCLE(2) 
POINTER, 
FIXED 8INARY(l5) INIT((2) O); 
DCL 1 STR_DCLE BASED(PTR_DCLE), 
5 IND NAME FIXED BINA
RY(lS), 
5 IND DBNAME FIXED BINA
RY(lS); 
PTR DCLE = ADDR(IND_DCLE(l)); 
EXEC SQL 
INCLUDE SQLCA; 
EXEC SQL WHENEVER SQLERROR 
EXEC SQL WHENEVER SQLWARNING 
EXEC SQL WHENEVER NOT FOUND 
ON ERROR BEGIN; 
ON ERROR SYSTEM; 
CALL PLIDUMP('TFCNHB'); 
GOTO DBERROR; 
GOTO DBERROR; 
CONTINUE; 
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CLOSE FILE(SYSPRINT}; 
CALL PLA.BEND ( 9 5 5 ) ; 
END; 
ON ENDPAGE(ERRRPT) BEGIN; 
CALL HEADING(ERRRPT,DBMX_ll, 'ERRORS PR
OCESSING DDL UPDATES',PAGENO); 
PUT FILE(ERRRPT) SKIP(2); 
END; 
ON ENDFILE(DBMV60) EOF_IN = 'l'B; 
/*----------------------------------------------------
---------------
DECLARE CURSOR NEEDED TO READ 
IN SECURITIES 
-----
-----
-----
-----
-----
-----
-----
-----
-----
-----
-----
-----
-----
--*/ 
EXEC SQL 
DECLARE PTRA CURSOR FOR 
SELECT TTNAME,GRANTEE,DELETEAU
TH,INSE.RTAUTH, 
SELECTAUTH,UPDATEAUTH 
FROM VDBMXlOA 
WHERE TTNAME = :OBJNAME; 
/*---~----------------------------------------------
--------~-----~--
GET AND EDIT PARAMETER 
-----
-----
-----
-----
-----
-----
-----
-----
-----
-----
-----
-----
-----
--*/ 
RUNTYPE = PARM; 
SELECT(RUNTYPE); 
WHEN ( ' N ' , ' E ' , ' I ' ) ; 
/ * GOOD * / 
OTHER DO; 
PUT FILE(SYSPRINT) EDIT 
(DBMX1003S,' INVALID PARAMETER ',PARM, 
'PASSED TO PDBMXlO', 
'PDBMXlO ABENDING.') 
(SKIP(3),3 A,2 (SKIP~X(l3),A).); 
SIGNAL ERROR; 
END; 
END; 
OPEN FILE(DBMV60) TITLE('DDBMX10'); 
QUOTE = I I I I ; 
PARTl =QUOTE]] 'PPLl.08.FDBMV'; 
READ FILE(DBMV60) INTO(REC_IN); 
DO WHILE(AEOF_IN); 
IF EXCEPTN = RUNTYPE 
THEN DO; 
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/*-------------------------------------------------------------
GET CURRENT TIMESTAMP 
-----------
-----------
-----------
-----------
-----------
------*/ 
CALL PDPBN06(CODE1,UPD_STAMP); 
/*-------------------------------------------------------------
MAKE SURE OBJECT HAS BEEN STAGED IF ADD OR CHANGE 
-~~-~-------------------
--~----------------------
------------*/ 
IF ACTION= 'A' ] ACTION= 'C' 
THEN DO; 
LEN= INDEX(OBJNAME,' ') - 1; 
IF LEN - -1 
THEN 
LEN - 18; 
MEMNAME = SUBSTR(OBJNAME,1,LEN); 
DSN = PARTl ]] SUBSTR(SUBSYS,.4,1) ]] '0(' ]] 
SUBSTR(OBJNAME,1,LEN) ]] 
' ) ' ] ] QUOTE ; 
CALL PDPBSHl(DSN,COND); 
SELECT ( COND) ; 
WHEN(O); /* GOOD */ 
WHEN ( 1) DO; 
/*----------------------------------------------
MEMBER NOT FOUND 
------------
------------
---------~------------*/ 
IF ERR SW= '0'8 
THEN DO;_ 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR SW= 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,' NOT FOUND IN STAGING']] 
'LIBRARY FOR' ]] SUBSYS, 
'ITEM WILL BE· MARKED CANCELED.') 
(SKIP f 2) , 2 A, 
SKIP, X ( 19) , A) ; 
STATUS = 'F' ; 
TS_MOVE = UPD_STAMP; 
GOTO END _ITEM; 
END; 
OTHER DO; 
PUT FILE(SYSPRINT) EDIT 
(DBMX1001S,' ERROR CODE FROM PDPBSHl = ',COND, 
'DATASET NAME= ',DSN, 
'PDBMXlO TERMINATING') 
(SKIP(3),2 A,F(S),SKIP,2 A,SKIP,A); 
SIGNAL ERROR; 
END; 
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END; 
END; 
SELECT(OBJTYPE); 
WHEN('EVIEW') DO; 
IF ACTION= 'D' 
THEN DO; 
/*---------------------------------------------------
FIRST MAKE SURE THIS VIEW HAS NO OTHER V
IEWS 
DEPENDENT ON IT - IF SO, DON'T PROCESS 
IT. 
-------
-------
-------
-------
-------
-------
-------
---*/ 
EXEC SQL 
SELECT COUNT(*) INTO :CNT:IND_CNT 
FROM VDBMXlOB /* SYSIBM.SYSVIEWDEP
 */ 
WHERE BNAME = :OBJNAME; 
IF CNT > 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(OBJNAME,' WILL NOT BE DROPPED.', 
'OTHER OBJECTS ARE DEPENDENT ON IT.', 
'CHECK DEPENDENT OBJECTS BEFORE DROPPING
 IT.') 
(SKIP(2),2 A,2 (SKIP,X(l9),A)); 
GOTO END ITEM; 
END; 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
/*----------------------------------------------------
FORMAT DROP STATMENT 
-------
-------
-------
-------
-------
-------
-------
---*/ 
EXEC SQL 
EX°ECUTE IMMEDIATE 'DROP VIEW ' ] ] SUBSYS ] ] ·' . 
' ] ] 
OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
STATUS = 'M' ; 
END; 
ELSE DO; 
IF ERR SW= 'O'B 
THEN ·no; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR_SW = 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
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(OBJNAME,'SQLCODE = ',SQLCODE,' ON ATTEMPT TO']
] 
'DROP ITEM FROM' ]] SUBSYS, 
'ITEM WILL BE MARKED CANCELED.') 
(SKIP(2),A,X(l),A,F(5),A, 
SKIP,X(l9) ,A); 
EXEC SQL ROLLBACK; 
STATUS 
END; 
- IF' • 
-
' 
TS MOVE= UPD_STAMP; 
END; 
ELSE DO; /* ADD OR CHANGE 
*/ 
/*----------------------------------------------------
IF ACTION IS CHANGE, WE MUST FIRST SAV
E SECURITIES 
FOR THE VIEW, THEN DROP VIEW BEFORE EX
ECUTING STAGED 
DDL. 
-------
-------
-------
-------
-------
-------
---~~-~--*/ 
IF ACTION= 'C' 
THEN DO; 
/*-----------------------------~-----------------~ 
FIRST MAKE SURE THIS VIEW HAS NO OTHER
 VIEWS 
DEPENDENT ON IT - IF SO, DON'T PROCESS
 IT. 
------
------
------
------
------
~--~--------
-------*/ 
EXEC SQL 
SELECT COUNT(*) INTO :CNT:IND_CNT 
FROM VDBMX10B /* SYSIBM.SYSVIEWD
EP */ 
WHERE BNAME = :OBJNAME; 
IF CNT > 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(OBJNAME,' WILL NOT BE DROPPED FOR CHANGE.', 
'OTHER OBJECTS ARE DEPENDENT ON IT.', 
'CHANGE SHOULD BE HANDLED BY DSG.') 
(SKIP(2),2 A,2 (SKIP,X(l9),A)); 
GOTO END_ITEM; 
END; 
/*-------------------------------------------------
FIND EXISTING SECURITIES 
------
------
--~----------
--------------
----------*/ 
CALL SAVE_SECURITIES(COND); 
IF COND "'= 0 
THEN 
GOTO END_ITEM; 
/*-------------------------------------------------
DROP VIEW 
-------
-------
-------
-------
-------
-------
-------
*/ 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
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/ 
( EXEC SQL 
EXECUTE IMMEDIATE 'DROP VIEW' ]] SUBSYS ]] '.' ]] 
OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END; 
IF SQLCODE ~= 0 
THEN DO; 
IF ERR SW= 'O'B 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR_ SW = ' 1 ' B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,'SQLCODE = ',SQLCODE,' ON ATTEMPT TO']] 
'DROP ITEM FROM ' ] ] SUBSYS ] ] ' FOR CHANGE.' , 
'ITEM WILL BE MARKED CANCELED. ' ) 
(SKIP(2),A,X(l),A,F(S),A, 
SKIP,X(l9) ,A); 
EXEC SQL ROLLBACK; 
STATUS = ' F ' ; 
TS_MOVE = UPD_STAMP; 
GOTO END_ITEM; 
END; 
END; /*--------------------------------------------~-------
NOW WE CAN EXECUTE STAGED DDL FOR BOTH ADDS AND 
CHANGES 
------------------------------------~---------------*/ 
CALL PDBMXll(DSN,SUBSYS,COND); 
IF COND = 0 
THEN DO; 
STATUS = 'M' ; 
TS MOVE= UPD_STAMP; 
END; 
ELSE DO; 
IF ERR SW= 'O'B 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR_SW = 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT (OBJNAME, 'COND = ', COND,' ON ACTION = ',ACTION, 
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'ITEM WILL BE MARKED CANCELED.') 
(SKIP(2),A,X(l)~A,F(S),2 A, 
SKIP, X ( 19) , A) ; 
IF ACTION= 'C' 
THEN DO; 
PUT FILE(ERRRPT) EDIT 
('SECURITIES WHICH COULD -NOT BE RESTORED:
') 
(SKIP,X(l9) ,A); 
DO J = 1 TO #AUTHS; 
PUT FILE(ERRRPT) EDIT 
(AUTH.GRANTEE(J)) 
(SKIP,X(l9) ,A); 
IF AUTH.SELECTAUTH(J) A= I I 
THEN 
PUT FILE(ERRRPT) EDIT 
('SELECT') 
(X(3),A); 
IF AUTH.INSERTAUTH(J) A= II 
THEN 
PUT FILE(ERRRPT) EDIT 
('INSERT') 
(X(3),A); 
IF AUTH.UPDATEAUTH(J) A= ,, 
THEN 
PUT FILE(ERRRPT) EDIT 
( 'UPDATE') 
(X(3),A); 
IF AUTH.DELETEAUTH(J) A- , , 
THEN 
END; 
PUT FILE(ERRRPT) EDIT 
('DELETE') 
(X(3),A); 
PUT FILE(ERRRPT) SKIP; 
END;-
STATUS= 'F'; 
TS MOVE= UPD_STAMP; 
GOTO END_ITEM; 
END; 
/*-----------------------~~--------------------------
IF ACTION IS CHANGE, RESTORE SECUR
ITIES 
------
------
------
-----~------
-------------
--------*/ 
IF ACTION= 'C' 
THEN 
CALL REESTABLISH_SECURITIES; 
END; 
END; /* WHEN(EVIEW) *
/ 
WHEN( 'DINDEX') DO; 
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IF ACTION= 'D' ] ACTION= 'C' 
THEN DO; 
/*~-------------------------~------------------~-----
NO NEED TO CHECK FOR DEPENDENT OBJECTS - JUST 
DROP. 
----------------------------------------------~-----*/ 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL 
EXECUTE IMMEDIATE 'DROP INDEX' ]] SUBSYS ]] '.' ]] 
OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
IF ACTION= 'D' 
THEN 
STATUS = 'M' ; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR SW= 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,'SQLCODE = ',SQLCODE,' ON ATTEMPT TO']] 
'DROP INDEX FROM' 11 SUBSYS, 
I ON ACTION= ',ACTION, 
'ITEM WILL BE MARKED CANCELED.') 
(SKIP(2),A,X(l),A,F(5),A,SKIP,X(l9),2 A, 
SKIP ,·X ( 19) , A) ; 
EXEC SQL ROLLBACK; 
STATUS= 'F'; 
END; 
TS MOVE= UPD STAMP; 
IF STATUS= ~F' ] ACTION= 'D' 
THEN 
GOTO END ITEM; 
END; 
IF ACTION= 'A' l ACTION= 'C' 
THEN DO; 
/*----------------~-----------------------------------
FOR BOTH ADD AND CHANGE, WE EXECUTE THE STAGED DDL 
----------------------------------------------------*/ 
CALL PDBMXll(DSN,SUBSYS,COND); 
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IF COND = 0 
THEN DO; 
STATUS= 'M'; 
TS MOVE= UPD_STAMP; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
OPEN FILE ( ERRRPT) TITLE ( 'DDBMX60' ) ; 
SIGNAL ENDPAGE(ERRRPT); 
ERR_SW = 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,'COND = ',COND,' ON ACTION= ',ACTION,
 
'ITEM WILL BE MARKED .CANCELED. ' ) 
(SKIP(2),A,X(l),A,F(5),2 A, 
SKIP, X ( 19 ) , A) ; 
STATUS= 'F'; 
TS_MOVE = UPD_STAMP;. 
GOTO END_ITEM; 
END; 
-END; 
END; /* WHEN(DINDEX) */ 
WHEN ( 'CTABLE' ) D.O; 
IF ACTION= 'D' 
THEN DO; 
/*---------------------------------------------------
FIRST MAKE SURE THIS TABLE HAS NO OTHE
R OBJECTS 
DEPENDENT ON IT - IF SO, DON'T PROCESS
 IT. 
------
------
------
------
------
------
------
------
----*/ 
EXEC SQL 
SELECT COUNT(*) INTO :CNT:IND_CNT 
FROM VDBMXlOB /* SYSIBM.SYSVIEWD
EP */ 
WHERE BNAME = :OBJNAME; 
IF CNT > 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(OBJNAME,' WILL NOT BE DROPPED.', 
'OTHER OBJECTS ARE DEPENDENT ON IT.', 
'CHECK DEPENDENT OBJECTS BEFORE DROPPIN
G IT.') 
(SKIP ( 2) , 2 A, 2 (SKIP, X ( 19) , A) ) ; 
GOTO END_ITEM; 
END; 
/*----------------------------------------------------
NOW CHECK FOR INDICES 
-------
-------
-------
-------
-------
-------
-------
---*/ 
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EXEC SQL 
SELECT COUNT(*) INTO :CNT:IND_CNT 
FROM VDBMXlOC /* SYSIBM.SYSINDEXES */ 
WHERE TBNAME = :OBJNAME; 
IF CNT > 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(OBJNAME,' WILL NOT BE DROPPED.', 
'OTHER OBJECTS ARE DEPENDENT ON IT.', 
'CHECK DEPENDENT OBJECTS BEFORE DROPPING IT.') 
(SKIP(2),2 A,2 (SKIP,X(l9),A)); 
GOTO END_ITEM; 
END; 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
/*-------------------------------------------------.--
FORMAT DROP STATMENT 
----------------------------------------------------*/ 
EXEC SQL 
EXECUTE IMMEDIATE 'DROP TABLE' ]] SUBSYS ]] '.' ]] 
OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
STATUS = 'M' ; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR_SW = 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,'SQLCODE = ',SQLCODE,' ON ATTEMPT TO']] 
'DROP ITEM FROM' ]] SUBSXS, 
'ITEM WILL BE MARKED CANCELED.') 
(SKIP(2),A,X(l),A,F.(5),A, 
SKIP, X ( 19) , A) ; 
EXEC SQL ROLLBACK; 
STATUS= 'F'; 
END; 
TS MOVE= UPD_STAMP; 
END; 
ELSE DO; /* ADD OR ·CHANGE */ 
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/*----------------------------------------------------
FOR BOTH ADD AND CHANGE, WE EXECUTE THE STAGED
 DDL 
--------
--------
--------
--------
--------
--------
----*/ 
CALL PDBMXll(DSN,.SU8SYS,COND); 
IF COND = 0 
THEN DO; 
STATUS= 'M'; 
TS MOVE= UPD_STAMP; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR_SW = '1'8; 
END; 
PUT FILE(ERRRPT) EDIT 
(08JNAME,'COND = ',COND,' ON AClION = ',ACTION, 
'ITEM WILL BE MARKED CANCELED.') 
(SKIP(2),A,X(l),A,·F(S),2 A, 
SKIP, X ( 19) , A) ; 
STATUS= 'F'; 
TS MOVE= UPD STAMP; 
-
-
GOTO END_ITEM; 
END; 
END; 
END; 
WHEN('BTSPACE') DO; 
SELECT(ACTION); 
/* WHEN(CTABLE) */ 
/* TABLESPACE */ 
WHEN ( 'A ' ) DO; 
/*-------------------------------------------------
EXECUTE THE STAGED DDL 
--------
--------
--------
--------
--------
--------
-*/ 
CALL PDBMXll(DSN,SUBSYS,COND); 
IF COND = 0 
THEN DO; 
'M' • 
. ' STATUS= 
TS MOVE= UPD STAMP; 
END• 
·' ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR SW= '1'8; 
END; 
PUT FILE(ERRRPT) EDIT 
(08JNAME,'COND = ',COND,' ON ACTION= ',ACTION, 
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' ( 
'ITEM WILL BE MARKED CANCELED.') 
(SKIP(2),A,X(l),A,F(S),2 A, 
SKIP,X(l9) ,A); 
STATUS= 'F'; 
TS_MOVE = UPD_STAMP; 
GOTO END_ITEM; 
END; 
END; 
WHEN ( ' D ' ) DO; 
/*------------------------------------------------
FIRST MAKE SURE THIS TABLESPACE HAS NO OTHER 
OBJECTS DEPENDENT ON IT - IF SO, DON'r PROCESS. 
------------
------------
-----------~------------
-*/ 
EXEC SQL 
SELECT COUNT(*) INTO :CNT:IND_CNT 
FROM VDBMXlOD /* SYSIBM.SYSTABLES */ 
WHERE TSNAME = :OBJNAME; 
IF CNT > 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(OBJNAME,' WILL NOT BE DROPPED.', 
'OTHER OBJECTS ARE DEPENDENT ON IT.', 
'CHECK DEPENDENT OBJECTS BEFORE DROPPING IT. ' ) 
(SKIP(2),2 A,2 (SKIP,X(l9),A)); 
GOTO END ITEM; 
END; 
/*-------------------------------------------------
FIND NAME OF DATABASE IN WHICH TABLESPACE RESIDES. 
THIS IS NEEDED FOR THE DROP STATEMENT. 
------------
------------
-------~-----------------
*/ 
EXEC SQL 
SELECT NAME,DBNAME INTO :DCLE:IND_DCLE 
FROM VDBMXlOE /* SYSIBM.SYSTABLESPACE */ 
WHERE NAME= :OBJNAME; 
IF SQLCODE A= 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(OBJNAME,' WILL NOT BE DROPPED.', 
'TABLESPACE COULD NOT BE LOCATED ON' ]] 
'SYSIBM.SYSTABLESPACE.', 
'SQLCODE = ',SQLCODE) 
(SKIP(2),2 A,2 (SKIP,X(l9),A),F(S)); 
STATUS= 'F'; 
TS_MOVE = UPD_STAMP; 
GOTO END_ITEM; 
END; 
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EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE;. 
/*------------------------------------------~----
FORMAT DROP STATMENT 
----------------------~-------------------------*/ 
EXEC SQL 
EXECUTE IMMEDIATE 'DROP T.ABLESPACE ' ] ] 
DCLE.DBNAME ]] '.' ]] OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
STATUS = 'M' ; 
END; 
ELSE DO; 
IF ERR SW= 'O'B 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR SW= 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,'SQLCODE = ',SQLCODE,' ON ATTEMPT TO']] 
'DROP ITEM FROM' ]] SUBSYS, 
'ITEM WILL BE MARKED CANCELED.') 
(SKIP(2),A,X(l),A,F(S),A, 
SKIP,X(19) ,A); 
EXEC SQL ROLLBACK; 
STATUS= 'F'; 
END; 
TS MOVE= UPD_STAMP; 
END; 
OTHER; ./* ,ALL TABLESPACE CHANGES ARE MANUAL*/ 
SELECT(ACTION) */ END; /* 
END; 
WHEN('ADATABASE') DO; 
/* WHEN(BTSPACE) */ 
SELECT(ACTION); 
WHEN ( ' A ' ) DO; 
/*-------- ----------------------------------------
EXECUTE THE STAGED DDL 
-------------------------------------------------*/ 
CALL PDBMXll(DSN,SUBSYS,COND); 
IF COND = 0 
THEN DO; 
STATUS = 'M' ; 
TS MOVE= UPD~STAMP; 
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/*----------------------------------------------
CREATE THE CATALOG ENTRY TO BE USED AS AN 
ENQUEUE BY BATCH JOBS. 
----------------------------------------------*/ 
SELECT(SUBSYS); 
WHEN('DB2A') 
VOL= 'DSK701'; 
WHEN('DB2B') 
VOL= 'DSK700'; 
WHEN( 'DB2C') 
VOL= 'DSK704'; 
OTHER 
VOL= 'DSK706'; 
END; 
/* WHEN(DB2D) */ 
DSN =QUOTE]] SUBSYS ]] '.' ]] 
SUBSTR(OBJNAME,1,7) ]] QUOTE; 
CALL PDBMX12(DSN,C,VOL,COND); 
IF COND "'= 0 
THEN DO; 
IF ERR SW= '0'8 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR_SW = 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,' CATALOG .ENTRY COULD NOT BE ']] 
'CREATED FOR THIS DATABASE', 
I COND = , , COND) 
(SKIP(2),2 A,SKIP,X(l9),A,F(S)); 
END; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR_SW = 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,'COND = ',COND,' ON ACTION= ',ACTION, 
'ITEM WILL BE MARKED CANCELED. ' ) 
(SKIP(2),A,X(l),A,F(S),2 A, 
SKIP, X ( 19) , A) ; 
STATUS= 'F'; 
TS_MOVE = UPD_STAMP; 
GOTO END ITEM; 
END; 
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END; 
WHEN ( ' D ' ) DO; 
/*------------------------------------------------
FIRST MAKE SURE THIS DATABASE HAS NO OTHER 
OBJECTS DEPENDENT ON IT - IF SO, DON'T PROCESS. 
-------------------------------------------------*/ 
EXEC SQL 
SELECT COUNT(*) INTO :CNT:IND CNT 
FROM VDBMXlOE /* SYSIBM.SYSTABLESPACE */ 
WHERE DBNAME = :OBJNAME; 
IF CNT > 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(OBJNAME,' WILL NOT BE DROPPED.', 
'OTHER OBJECTS ARE DEPENDENT ON IT.', 
'CHECK DEPENDENT OBJECTS BEFORE DROPPING IT.') 
(SKIP ( 2 ) , 2 A, 2 ( SKIP, X ( 19 ) , A) ) ; 
GOTO END ITEM; 
END; 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
/*-----------------------------------------------
FORMAT DROP STATMENT 
----------------------------------------------~-*/ 
EXEC SQL 
EXECUTE IMMEDIATE 'DROP DATABASE ' ]] OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
STATUS = 'M'; 
TS_MOVE = UPD_STAMP; 
VOL= 'NONE'; 
DSN =QUOTE]] SUBSYS ]] '.' ]] 
SUBSTR(OBJNAME,1,7) ]] QUOTE; 
CALL PDBMX12(DSN,U,VOL,COND); 
IF COND "= 0 
THEN 
PUT FILE(SYSPRINT) EDIT 
(OBJNAME,' CATALOG ENTRY COULD NOT .BE ']] 
'REMOVED FOR THIS DATABASE', 
'COND = ',COND) 
(SKIP(2),2 A,SKIP,X(l9),A,F(5)); 
END; 
ELSE DO; 
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IF ERR SW= '0'8 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR_SW = 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,'SQLCODE = ',SQLCODE,' ON ATTEMPT TO']] 
'DROP ITEM FROM' ]] SUBSYS, 
'ITEM WILL BE MARKED CANCELED. ' ) 
(SKIP(2),A,X(l),A,F(S),A, 
SKIP, X ( 19) , A) ; 
EiEc SQL ROLLBACK; 
STATUS = 'F' ; 
END; 
TS MOVE= UPD_STAMP; 
END• 
. . 
,
OTHER; 
END; 
END; /* 
/* ALL DATABASE CHANGES ARE MANUAL*/ 
/* SELECT(ACTION) */ 
WHEN(ADATABASE) */ 
OTHER; 
/*------------------------------------------------------
00 NOTHING - OTHER OBJECTS NOT IMPLEMENT
ED YET. 
-------
-------
-------
-------
-------
-------
-------
--~---*/ 
END; 
END; /* IF EXCEPTN = RU
NTYPE */ 
END ITEM: 
- . /*--------------~-------------~-----------------------------------
REWEITE TBDBMV60 RECORD TO REFLECT UPDAT
ES, IF ANY 
-------
-------
-------
-------
-------
-------
--~-----------
--------*/ 
REWRITE FILE(DBMV60) FROM(REC_IN); 
/*----------------------------------------------~-----------------
GET NEXT OBJECT TO MOVE 
-------
-------
-------
-------
-------
-------
------~-------
----~---*/ 
READ FILE(DBMV60) INTO(REC_IN); 
END; 
CLOSE FILE(DBMV60); 
/*---------------------~--------------------------------------------
-
IF ANY UPDATES FAILED, FORCE ABEND TO EN
SURE THAT DSG IS NOTIFIED. 
-------
-------
-------
~-------------
---------------
---------------
--*/ 
IF ERR SW 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
('PDBMXlO ABENDING DUE TO OBJECTS WHICH FAILED TO 
MOVE.') 
( SKIP ( 3 ) , A) ; 
CLOSE FILE(ERRRPT); 
CLOSE FILE(SYSPRINT); 
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CALL PLABTRM(956); 
END; 
CLOSE FILE(SYSPRINT); 
GOTO EOF; 
%PAGE; 
SAVE SECURITIES: PROC(COND) REORDER; 
DCL COND 
MORE 
FIXED BIN(15), 
BIT(l) ALIGNED; 
/*----------------------------------------~-~------------------------
PTRA CURSOR NEEDED TO READ IN SECURITIES DECLARED AFTER DECLARATIONS 
NEAR TOP OF MAIN. 
--------------------------
--~-~-------~----------------------------*/ 
EXEC SQL OPEN PTRA; 
#AUTHS = O; 
COND = O; 
EXEC SQL FETCH PTRA INTO :DCLA:IND_DCLA; 
IF SQLCODE = 0 
THEN 
MORE= 'l'B; 
ELSE 
MORE= 'O'B; 
DO WHILE(MORE); 
/*----------------------------------------------------------------
SAVE SECURITIES ONLY IF GRANTEE IS NOT DB~X (SUBSYSTEM IS ID 
UNDER WHICH THIS PROGRAM WILL RUN) 
-------------------------
-------------------------
--------------*/ 
IF DCLA.GRANTEE "= SUBSYS 
THEN DO; 
#AUTHS = #AUTHS + 1 i. 
IF #AUTHS > 500 
THEN DO; 
./*--------------------------------------------
CAN'T HANDLE MORE THAN 500 SECURITIES -
BYPASS UPDATING THIS VIEW 
-------------------------
-------------------*/ 
IF ERR SW= '0'8 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR_SW = 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
(OBJNAME,' HAS SECURITIES FOR MORE']] 
'THAN 500 IDS IN' ]] SUBSYS, 
' ITEM WILL BE MARKED CANCELED. ' ) 
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( SKIP ( 2) , 2 A, 
SKIP, X ( 19 ) , A) ; 
STATUS= 'F'; 
TS_MOVE = UPD_STAMP; 
COND = 1; 
MORE= 'O'B; 
END; 
AUTH(#AUTHS) = DCLA; 
END; 
EXEC SQL FETCH PTRA INTO :DCLA:IND_DCLA; 
IF SQLCODE "= 0 
THEN 
MORE= 'O'B; 
END• 
. I 
EXEC SQL CLOSE PTRA; 
END; /* SAVE SECURITIES */ 
%PAGE; 
REESTABLISH SECURITIES: PROC REORDER; 
/*-------------------------------------------------------------------
THIS PROCEDURE READS THROUGH THE ARRAY OF SECURITIES SAVED IN 
SAVE_SECURITIES PROCEDURE, AND EXECUTES GRANTS TO REESTABLISH 
THEM. 
---- .---- ---------------
---------------
---------------
------------*/ 
·DCL SECURITIES CHAR ( 32) , 
(I,POS) FIXED BIN(lS)·; 
DO I= 1 TO #AUTHS; 
SECURITIES=''; 
IF AUTH.SELECTAUTH(I) A= '' 
THEN 
SECURITIES= 'SELECT '; 
IF AUTH.UPDATEAUTH(I) A- '' 
THEN 
IF SECURITIES= '' 
THEN 
SECURITIES= 'UPDATE '; 
ELSE 
SECURITIES= SUBSTR(SECURITIES,1,6) ]} ',UPDATE '; 
IF AUTH.INSERTAUTH(I) A= ,, 
THEN 
IF SECURITIES='' 
THEN 
SECURITIES= 'INSERT'; 
ELSE DO; 
POS = INDEX(SECURITIES,' '); 
SECURITIES= SUBSTR(SECURITIES,l,POS-1) ]] ',INSERT'; 
END; 
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IF AUTH.DELETEAUTH(I) A=,, 
THEN 
IF SECURITIES='' 
THEN 
SECURITIES= 'DELETE'; 
ELSE DO; 
POS = INDEX(SECURITIES,' '); 
SECURITIES= SUBSTR(SECURITIES,l,POS-1) ]] ',DELETE '; 
END; 
IF SECURITIES A=,, 
THEN DO; 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE 'GRANT' ]] SECURITIES]] 'ON' ]] 
SUBSYS ]] '.' ]] MEMNAME ]] 'TO' ]] AUTH.GRANTEE(I); 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END; 
ELSE DO; 
IF ERR SW= 'O'B 
THEN DO; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
ERR--'SW = 'l'B; 
END; 
PUT FILE(ERRRPT) EDIT 
( OBJNAME, 'SQLCODE = ' , SQLCODE, ' ON ATTEMPT TO REESTABLISH' ] ] 
' SECURITY IN' ]] SUBSYS ]] 'TO' ]] AUTH.GRANTEE(I), 
'SECURITIES WERE: ' ]] SECURITIES) 
(SKIP(2),A,X(l),A,F(5),A, 
SKIP·,X(l9) ,A); 
EXEC SQL ROLLBACK; 
END; 
END; 
END; 
END; /* REESTABLISH SECURITIES */ 
%PAGE; 
DBERROR: 
/*------------------------------------------------~--~---------------
DB2 ERROR HANDLING 
-------------
-------------
-------------
-------------
-----~---~-----*/ 
CALL DB2ERR(SQLCA,DBERRCODE,SH_ERRMSG,LONG_ERRMSG); 
PUT FILE(SYSPRINT) EDIT 
(DBMX1002S,' - ',SH_ERRMSG) 
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(SKIP(J),3 A); 
SIGNAL ERROR; 
EOF: 
END; /* PDBMXlO */ 
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PDBMX20: PROC OPTIONS(MAIN) REORDER; /* WRITTEN 11/ 8/89 */ 
/*-------------------------------------~-~---------------------------
11/89 - PDBMX20 PROCESSES TSTA UPDATES OF DB2 OBJECTS AND PLANS. 
12/14/89 - REMOVED CODE TO CREATE SYNONYMS - NO LONGER NEEDED SINCE 
PROGRAM RUNS UNDER LOGONID TSTA. 
03/05/90 - ADDED CODE TO HANDLE INDICES AND TABLES. MOVED CODE TO 
PERFORM DELETES TO AFT.ER ADDS AND CHANGES. 
~-----------------------------
------------------------------
---------
08/20./90 - ADDED CODE TO HANDLE TABLESPACES AND DATABASES. 
09/10/90- ADDED CHECK FOR DEPENDENT OBJECTS BEFORE DROPPING TABLES, 
TABLESPACES, AND DATABASES. IF AN OBJECT RESIDES IN MORE THAN ONE 
PRODUCTION SUBSYSTEM BUT IS ONLY BEING DROPPED FROM ONE, IT SHOULD 
NOT BE DROPPED FROM TSTA.· 
-------------
-------------
-------------
-------------
-------------
--*/ 
DEFAULT RANGE(*) STATIC; 
DCL 
(FROM_LIB,TO_LIB,EDIT_DSN) 
DCL 
DCL 
DDNAME 
B6 
.. QUOTE 
MEMBER 
VMEMBER 
(COND,LEN,ERROR) 
COPY 
DB2A 
DROP STMT 
(MORE,ERR_SW) 
ERRRPT 
NOTFOUND 
IND CNT 
-
CNT 
#8 
#4 
#72 
LENVAR 
INPUTLN 
(DATAIDI,DATAIDO) 
CH INPUTLN 
-CH LENVAR 
-(CH_DATAIDI 
CH DATAIDO 
-
DDBMW30 
CHAR ( 44) INIT ( ' ' ) , 
CHAR(8) INIT('DDBMW30'), 
CHAR ( 6 ) IN IT ( ' ' ) , 
CHAR( 1), 
CHAR( 8), 
CHAR(8) VARYING, 
FIXED BIN(lS) INIT(O), 
CHAR(4) INIT('COPY'), 
CHAR(4) INIT('DB2A'), 
CHAR ( 7 2 ) IN IT ( ( 7 2 ) ' ' ) , 
BIT(l) ALIGNED INIT('O'B), 
FILE PRINT, 
FIXED BIN(lS) INIT ( 100), 
FIXED BIN(lS) INIT(O); 
FIXED BIN(31) INIT(O), 
FIXED BiN(31) !NIT ( 8 )", 
FIXED BIN(31) INIT(4), 
FIXED BIN(31) INIT ( 72), 
FIXED BIN(31), 
CHAR( 72), 
CHAR( 8), 
CHAR(8) INIT('INPUTLN ' ) ' 
CHAR(8) INIT('LENVAR ' ) ' 
!NIT ( 'DATAIDI ' ) ' 
INIT('DATAIDO ' ) ) CHAR ( 8 ) ; 
FILE RECORD, 
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DCL 
DBRMLINE 
PLANNAME 
(POS,POS1,POS2) 
OLD 
CMD 
CMDLEN 
CHAR(72), 
CHAR( 8), 
FIXED BIN(lS), 
CHAR(3) INIT('OLD'), 
CHAR(l4) INIT('CMD(CDBMW30)'), 
FtXED BIN(31) INIT(l4); 
ISPLINK ENTRY OPTIONS(ASM INTER RETC
ODE) EXTERNAL, 
(INDEX,SUBSTR,MIN,ADDR,CEIL,PLIRETV) 
BUILTIN, 
(PDBMX11,HEADING,PDBMW11,PDBMX21,PDBMX22) 
PAGENO 
DBMX 21 
0BMX2001S 
DBMX2002S 
DBMX2003S 
DBMX2004S 
DBMX2005S 
DBMX2006S 
DBMX2007S 
DBMX2008S 
DBMX2009S 
DBMX2010S 
DB2ERR 
DBERRCODE 
SH ERRMSG 
LONG_ERRMSG(6) 
PLIDUMP 
PLABEND 
PLABTRM 
ENTRY, 
FIXED BIN(31) INIT(O), 
INIT('DBMX-21') CHAR(?), 
INIT ( '0BMX2001 S ' ) CHAR ( 13) , 
INIT('0BMX2002 S ') CHAR(l3), 
INIT('0BMX2003 S ') CHAR(13), 
INIT('DBMX2004 S ') CHAR(l3), 
INIT('0BMX2005 S ') CHAR(l3), 
INIT('DBMX2006 S ') CHAR(l3), 
INIT ( '0BMX2007 S ') CHAR( 13), 
INIT('DBMX2008 S ') CHAR(13), 
INIT ( '0BMX2009 S ' ) CHAR( 13) , 
INIT ( 'DBMX2010 S ') CHAR( 13), 
EXT ENTRY, 
CHAR( 1), 
CHAR( 64), 
CHAR( 80), 
BUILTIN, 
EXT ENTRY(FIXED BIN(31)), 
EXT ENTRY(FIXED 8IN(31)); 
/*************************************
******************************/ 
/* CREATE VIEW VDBMX20A AS 
*/ 
/* SELECT OBJNAME,SUBSYS,STATUS,SEQNO,OBJTYP
E,TSTA,ACTION */ 
/* FROM TBDBMV60 
*/ 
/* WHERE SUBSYS A= 'DB2A' AND 
*/ 
/* ((STATUS= 'M' AND TSTA = ' ') OR (STATU
S= 'S' AND */ 
/* (TSTA = 'P' OR TSTA = 'R'))); 
*/ 
/*************************************
******************************/ 
EXEC SQL DECLARE VDBMX20A TABLE 
( OBJNAME 
SUBSYS 
STATUS 
SEQNO 
OBJTYPE 
CHAR(l8) NOT NULL, 
CHAR(4) NOT NULL, 
CHAR(l) NOT NULL, 
SMALLINT NOT NULL, 
CHAR(lO) NOT NULL, 
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TSTA 
ACTION 
) ; 
CHAR(l) NOT NULL, 
CHAR(l) NOT NULL 
/*******************************************************************/ 
/* PLI DECLARATION FOR TABLE VDBMX20A */ 
/*******************************************************************/ 
DCL 1 DCLA, 
5 OBJNAME 
5 SUBSYS 
5 STATUS 
5 SEQNO 
5 OBJTYPE 
5 TSTA 
5 ACTION 
CHAR ( 18 ) IN IT ( ' ' ) , 
CHAR ( 4 ) IN IT ( ' ' ) , 
CHAR ( 1 ) IN IT ( ' ' ) , 
BIN FIXED(lS) INIT(O), 
CHAR ( 10 ) IN IT ( ' ' ) , 
CHAR ( 1 ) IN IT ( ' ' ) , 
CHAR ( 1 ) IN IT ( ' ' ) ; 
/************************·*******************************************/ 
/* INDICATOR VARIABLES FOR STRUCTURE DCLA */ 
/**************************~****************************************/ 
DCL PTR DCLA POINTER, 
-
·IND _DCLA ( 7) FIXED BINARY(lS) INIT ( ( 7) 0); 
DCL 1 STR_DCLA BASED(PTR_DCLA), 
5 IND OBJNAME FIXED BINARY(lS), 
5 IND SUBSYS FIXED BINARY(lS), 
5 IND STATUS FIXED BINARY(lS), 
-
5 IND_SEQNO FIXED BINARY(lS), 
5 IND OBJTYPE 
-
FIXED BINARY(lS), 
5 IND TSTA FIXED BINARY(lS), 
5 IND ACTION FIXED BINARY(lS); 
PTR DCLA = ADDR(IND_DCLA(l)); 
/*******************************************************************/ 
/* CREATE VIEW VDBMX20B AS 
/* 
/* 
SELECT OBJNAME,SUBSYS,SEQNO,OBJTYPE,TSTA 
FROM TBDBMV60; 
*/ 
*/ 
*/ 
/*******************************************************************/ 
EXEC SQL DECLARE VDBMX20B TABLE 
( OBJNAME 
SUBSYS 
SEQNO 
OBJTYPE 
TSTA 
) ; 
CHAR(18) NOT NULL, 
CHAR(4) NOT NULL, 
SMALLINT NOT NULL, 
CHAR(lO) NOT NULL, 
CHAR(l) NOT NULL 
/*******************************************************************/ 
/* PLI DECLARATION FOR TABLE VDBMX20B */ 
/*******************************************************************/ 
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DCL 1 DCLB, 
5 OBJNAME 
5 SUBSYS 
5 SEQNO 
5 OBJTYPE 
5 TSTA 
CHAR ( 18 ) IN IT ( ' ' ) , 
CHAR(4) INIT(; '), 
BIN FIXED(lS) INIT(O), 
CHAR(lO) INIT(' '), 
CHAR(l) INIT(' '); 
/**********************************************************
*********/ 
/* INDICATOR VARIABLES FOR STRUCTURE DCLB 
*/ 
/**********************************************************
*********/ 
DCL PTR DCLB POINTER, 
-
IND_DCLB(S) FIXED BINARY(lS) !NIT ( ( 5) 0); 
DCL 1 STR_DCLB BASED(PTR_DCLB), 
5 IND OBJNAME FIXED BINARY(lS), 
5 IND SUBSYS FIXED BINARY(lS), 
-
5 IND_SEQNO FIXED BINARY(lS), 
5 IND OBJTYPE FIXED BINARY(lS), 
5 IND TSTA FIXED BINARY(lS); 
-
PTR _DCLB = ADDR(IND_DCLB(l)); 
/**********************************************************
*********/ 
/* CREATE VIEW VDBMX20C AS 
*/ 
/* SELECT OBJNAME,SUBSYS,SEQNO,STMTNO,STMT */ 
/* FROM TBDBMV61; 
*/ 
/**********************************************************
*********/ 
EXEC SQL DECLARE VDBMX20C TABLE 
( OBJNAME 
SUBSYS 
SEQNO 
STMTNO 
STMT 
) ; 
CHAR(l8) NOT NULL, 
CHAR(4) NOT NULL, 
SMALLINT NOT NULL, 
SMALLINT NOT NULL, 
VARCHAR(72) NOT NULL 
/**********************************************************
*********/ 
/* PL! DECLARATION FOR TABLE VDBMX20C 
*/ 
/**********************************************************
*********/ 
DCL 1 DCLC, 
5 OBJNAME 
5 SUBSYS 
5 SEQNO 
5 STMTNO 
5 STMT 
CHAR ( 18 ) IN IT ( ' ' ) , 
CHAR ( 4 ) IN IT ( ' ' ) , 
BIN FIXED(lS) INIT(O), 
BIN FIXED(lS) INIT(O), 
CHAR(72) !NIT(' ') VAR; 
/**********************************************************
*********/ 
/* INDICATOR VARIABLES FOR STRUCTURE DCLC 
*/ 
/**********************************************************
*********/ 
DCL PTR DCLC POINTER, 
IND_DCLC(S) FIXED BINARY(lS) INIT((S) O); 
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DCL 1 STR_DCLC BASED(PTR_DCLC), 
5 IND OBJNAME FIXED 
5 IND SUBSYS 
5 IND_SEQNO 
FIXED 
FIXED 
5 IND STMTNO FIXED 
5 IND STMT FIXED 
PTR_DCLC = ADDR(IND_OCLC(l)); 
BINARY(lS), 
BINARY(lS), 
8INARY(l5), 
BINARY(lS), 
BINARY(lS); 
/******************************************
*************************/ 
/ * CREATE VIEW VDBMX20D AS 
*/ 
/* SELECT NAME,DBNAME FROM SYSIBM.SYSTABLES
PACE; */ 
/******************************************
*************************/ 
EXEC SQL DECLARE VDBMX20D TABLE 
( NAME 
DBNAME 
) ; 
CHAR(8) NOT NULL, 
CHAR(8) NOT NULL 
/******************************************
*************************/ 
/* PL! DECLARATION FOR TABLE VDBMX20D 
*/ 
/******************************************
*************************/ 
DCL 1 DCLD, 
5 NAME 
5 DBNAME 
CHAR ( 8 ) IN IT ( ' 
CHAR ( 8 ) IN IT ( ' 
, ) , 
, ) ; 
/******************************************
*************************/ 
/* INDICATOR VARIABLES FOR STRUCTURE DCLD 
*/ 
/******************************************
*************************/ 
DCL PTR DCLD 
IND_DCLD(2) 
DCL 1 STR_DCLD BASED(PTR_DCLD), 
5 IND NAME FIXED 
5 IND DBNAME FIXED 
·PTR DCLD = ADDR (IND_ DCLD ( 1) ) ; 
POINTER, 
FIXED BINARY(lS) INIT((2) O); 
BINARY(lS), 
BINARY(lS); 
/******************************************
*************************/ 
/* CREATE VIEW VDBMX20E AS 
/* SELECT NAME,TSNAME FROM SYSIBM.SYST
ABLES; 
*/ 
*/ 
/**********~*******************************
*************************/ 
EXEC SQL DECLARE VDBMX20E TABLE 
( NAME 
TSNAME 
) ; 
VARCHAR(l8) NOT NULL, 
CHAR(8) NOT NULL 
/******************************************
*************************/ 
/* PLI DECLARATION FOR TABLE VDBMX20E 
*/ 
/******************************************
*************************/ 
DCL 1 DCLE, 
5 NAME CHAR(l8) !NIT(' ') VAR, 
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5 TSNAME CHAR(8) !NIT(' '); 
/*********************************************
**********************/ 
/* INDICATOR VARIABLES FOR STRUCTURE DCLE 
*/ 
/*********************************************
*~********************/ 
DCL PTR DCLE POINTER, 
IND_DCLE(2) FIXED BINARY(lS) INIT((2) O); 
DCL 1 STR_DCLE BASED(PTR_DCLE), 
5 IND NAME FIXED BINARY(lS), 
5 IND TSNAME FIXED BINARY(lS); 
PTR_DCLE = ADDR(IND_DCLE(l)); 
/*********************************************
**********************/ 
/* CREATE VIEW VDBMX20F AS 
*/ 
/* SELECT BNAME,DNAME FROM SYSIBM.SYSVIEW
DEP; */ 
/*********************************************
**********************/ 
EXEC SQL DECLARE VDBMX20F TABLE 
( BNAME 
DNAME 
) ; 
VARCHAR(l8) NOT NULL, 
VARCHAR(l8) NOT NULL 
/*********************************************
**********************/ 
/* PL! DECLARATION FOR TABLE VDBMX20F 
*/ 
/*************************************'********
**********************/ 
DCL 1 DCLF, 
5 BNAME 
5 DNAME 
CHAR(l8) INIT(' ') VAR, 
CHAR ( 18) !NIT ( ' ' ) VAR; 
/*********************************************
**********************/ 
/* INDICATOR VARIABLES FOR STRUCTURE DCLF 
*/ 
/*********************************************
**********************/ 
DCL PTR DCLF 
IND_DCLF(2) 
DCL 1 STR_DCLF BASED(PTR_OCLF), 
5 IND BNAME FIXED 
5 IND DNAME FIXED 
PTR DCLF - ADDR(IND_DCLF(l)); 
%PAGE; 
EXEC SQL 
INCLUDE SQLCA; 
POINTER, 
FIXED BINARY ( 15) !NIT ( ( 2) 0) ; 
BINARY(lS), 
BINARY(lS); 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL WHENEVER NOT FOUND CONTINUE; 
ON ERROR BEGIN; 
ON ERROR SYSTEM; 
CALL PLIDUMP('TFCNHB'); 
CLOSE FILE(SYSPRINT); 
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CALL PLABEND(955); 
END; 
ON ENDPAGE(ERRRPT) BEGIN; 
CALL HEADING(ERRRPT,DBMX_21,'ERRORS PROCESSING TSTA 
UPDATES',PAGENO); 
PUT FILE(ERRRPT) SKIP(2); 
END; 
/*-------------------------------------------------------------------
DEFINE FUNCTION POOL VARIABLES 
---------~---------------
------------------------~
-----------------*/ 
CALL ISPLINK('VDEFINE',CH_DATAIDI,DATAIDI, 'CHAR ',#8); 
IF PLIRETV > 0 
THEN DO; 
PUT FIL~(SYSPRINT) EDIT 
(DBMX2007S,' BAD RETURN CODE= ',PLIRETV, 
'FROM VDEFINE FOR DATAIDI.', 
'PDBMX20 ABENDING. ') 
(SKIP(3),2 A,F(6),2 (SKIP,X(l3),A)); 
SIGNAL ERROR; 
END; 
CALL ISPLINK( 'VDEFINE' ,CH_DATAIDO,DATAIDO, 'CHAR ',#8); 
IF PL!RETV > 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(DBMX2008S,' BAD RETURN CODE= ',PLIRETV, 
'FROM VDEFINE FOR DATAIDO. ', 
'PDBMX20 ABENDING. ') 
(SKIP(3),2 A,F(6),2 (SKIP,X(13),A)); 
SIGNAL ERROR; 
END; 
CALL ISPLINK('VDEFINE',CH_INPUTLN,INPUTLN,'CHAR ',#72); 
IF PLIRETV > 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(DBMX2009S,' BAD RETURN CODE= ',PLIRETV, 
'FROM VDEFINE FOR INPUTLN.', 
'PDBMX20 ABENDING. ') 
(SKIP(3),2 A,F(6),2 (SKIP,X(13),A)); 
SIGNAL ERROR; 
END; 
CALL ISPLINK('VDEFINE',CH_LENVAR,LENVAR,'FIXED ',#4); 
IF PLIRETV > 0 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(DBMX2010~,' BAD RETURN CODE= ',PLIRETV, 
'FROM VDEFINE FOR LENVAR.', 
figure 8.2 Code to process test environment updates 
69 
'PDBMX20 ABENDING.') 
(SKIP(3),2 A,F(6),2 (SKIP,X(l3),A))~ 
SIGNAL ERROR; 
END; 
QUOTE - ''''• 
-
' 
TO LIB= 'PPLl.DB.FDBMVTO'; 
DBRMLINE = 'DBRMLIBl(''''''PPLl.DB.FDBRMlO'''''
')'; 
/*----------------------------------------------------------------~--
FIRST DO ADDS AND CHANGES OF OBJECTS - F
IRST PUT DDL AND BIND 
STATEMENTS INTO THE TSTA STAGING LIBRARY
. 
-------
-------
-------
-------
-------
-------
-------
-------
-------
----*/ 
EXEC SQL DECLARE PTRB CURSOR FOR 
SELECT OBJNAME,SUBSYS,STATUS,SEQNO,OBJTYPE,TSTA,AC
TION 
FROM VDBMX20A /* TBDBMV60 */ 
WHERE (ACTION= 'C' OR ACTION= 'A'); 
MORE= 'l'B; 
EXEC SQL OPEN PTRB; 
EXEC SQL FETCH PTRB INTO :DCLA:IND DCLA; 
IF SQLCODE = NOTFOUND 
THEN 
MORE= '0'8; 
DO WHILE(MORE); 
SELECT(DCLA.OBJTYPE); 
WHEN('EVIEW','DINDEX', 'CTABLE','BTSPACE', 'ADATABA
SE') DO; 
LEN = MIN ( ( INDEX ( DCLA. OBJNAME, ' ' ) - 1) , 8) ; 
MEMBER= SUBSTR(DCLA.OBJNAME,1,LEN); 
IF (DCLA.OBJTYPE = 'DINDEX' & DCLA.ACTION "'= 'D') 
] 
(DCLA.OBJTYPE = 'BTSPACE' & DCLA.ACTION = 'A') 
THEN DO; 
/*-------------------------------------------------------
PUT DDL IN TSTA STAGING LIBRARY WITH UPD
ATED SPACE 
AND STORAGE GROUP 
-------
-------
-------
-------
-------
-------
-------
------*/ 
CALL CHANGE SPACE; 
. 
-
IF- COND "'= 0 
THEN 
GOTO TSTA_FAILED; 
END; 
ELSE DO; 
/*----------------------~~----------~--------------------
COPY STAGED DDL INTO TSTA STAGING LIBRAR
Y. 
- - --- -
- - - - - -
- -·----- -
- - - - - -
- - - ---
--- - - -
- - ----
- - - - - -
- - - - - * I 
FROM_LIB =· 'PPLl.DB.FDBMV' ] ] SUBSTR(DCLA.SUBSYS
,4,1) ] ] 
, 0, ; 
CALL PDBMWll(MEMBER,FROM_LIB,TO_LIB,COND,COPY); 
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IF COND "= 0 
THEN DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' COULD NOT BE COPIED INTO THE TSTA ']] 
'STAGING LIBRARY ''PPLl.DB.FDBMVTO''.', 
'COND FROM PDBMWll = ',COND) 
(SKIP(2),2 A,SKIP,X(l9),A,F(S)); 
DCLA.TSTA = 'F'; 
GOTO TSTA_FAILED; 
END; 
END; 
IF DCLA.OBJTYPE = 'EVIEW' ] DCLA.OBJTYPE = 'DINDEX' ] 
DCLA.OBJTYPE = 'CTABLE' 
THEN DO; 
/*----------------------------~--------------------------
ITEM WAS MOVED TO TSTA STAGING LIBRARY - CHANGE 
SUBSYSTEM REFERENCE TO TSTA. (DONE FOR VIEWS, TABLES, 
AND INDEXES ONLY.) 
------------
------------
------------
------------
-------*/ 
VMEMBER = SUBSTR(MEMBER,1,LEN); 
EDIT_DSN = QUOTE ]] 'PPLl.DB.FDBMVTO(' ]] VMEMBER ]] ')' ]] 
QUOTE; 
CALL ISPLINK('CONTROL ','ERRORS ','RETURN '); 
CALL ISPLINK('EDIT',EDIT_DSN,B6,B6,B6,'IDBMX20E'); 
COND = PLIRETV; 
IF COND "= 0 
THEN DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW - 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' DDL FOR VIEW COULD NOT BE EDITED.', 
I COND = I , COND ) 
(SKIP(2),2 A,SKIP,X(l9),A,F(S)); 
DCLA. TSTA = ' F ' ; 
END; 
END; 
END; /* WHEN(EVIEW,DINDEX,CTABLE,BTSPACE,ADATABASE) */ 
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WHEN('BIND','REBIND','FREE') DO; 
/*----------------------------------------------------------
CREATE NEW MEMBER IN TSTA STAGING LIBRARY F
OR BIND 
STATEMENTS (MEMBER NAME IS SAME AS PLAN NAME) 
-------
-------
-------
-------
-------
-------
-------
-------
--*/ 
LEN= MIN((INDEX(DCLA.OBJNAME,' ') - 1), 8); 
MEMBER= SUBSTR(DCLA.OBJNAME,l,LEN); 
CALL PDBMX2l(TO_LIB,MEMBER,COND); 
IF COND "= 0 & COND "= 4 /* ADDED OR ALRE
ADY EXISTS*/ 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
( DBMX2005S, DCLA. OBJNAME, ' MEMBER COULD NOT BE ' ] ] 
'ADDED TO THE TSTA STAGING LIBRARY.', 
' COND = ' , COND , 
'PDBMX20 ABENDING.') 
(SKIP(3),3 A, 
SKIP,X(19),A,F(5), 
SKIP, X ( 19) , A) ; 
SIGNAL ERROR; 
END; 
END; 
OTHER; 
/* WHEN PLAN */ 
/* NO OTHER OBJ TYPES IMPLEMENTED YET */ 
/* SELECT */ END; 
TSTA FAILED: 
IF DCLA.TSTA = 'F' 
THEN DO; 
EXEC SQL 
UPDATE VDBMX20B 
SET TSTA = :DCLA.TSTA 
WHERE OBJNAME = :DCLA.OBJNAME AND SUBSYS =
 :DCLA.SUBSYS AND 
SEQNO = :DCLA.SEQNO AND OBJTYPE = :DCLA.OBJTYPE; 
IF SQLCODE = NOTFOUND 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(DBMX2004S,DCLA.OBJNAME,' NOT FOUND ON STAGING']] 
'TABLE WHEN TRYING TO UPDATE TSTA SWITCH.',
 
'OBJTYPE = ',DCLA.OBJTYPE, 
'SUBSYS = ',DCLA.SUBSYS, 
'SEQNO = ',DCLA.SEQNO, 
'PDBMX20 ABENDING.') 
(SKIP(3),3 A, 
2 (SKIP,2A), 
SKIP,A,F(S), 
SKIP,A); 
SIGNAL ERROR; 
END; 
END; 
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EXEC SQL FETCH PTRB INTO :DCLA:IND_DCLA; 
IF SQLCODE = NOTFOUND 
THEN 
MORE= '0'8; 
END; 
EXEC SQL CLOSE PTRB; 
EXEC SQL COMMIT; / .* COMMIT CHANGES MADE TO MARK ITEMS FAILED * / 
/*-------------~----~------------------------------------------------
NOW PROCESS DDL FOR OBJECTS 
--------------
--------------
--------------
--------------
-------~---*/ 
EXEC SQL DECLARE PTRC CURSOR FOR 
SELECT OBJNAME,SUBSYS,STATUS,SEQNO,OBJTYPE,TSTA,ACTION 
FROM VDBMX20A /* TBDBMV60 */ 
WHERE ( ACTION = ., C' OR ACTION = 'A' ) AND 
(OBJTYPE "'= 'BIND' AND OBJTYPE "'= 'REBIND' AND OBJTYPE "'- 'FREE') 
ORDER BY OBJTYPE; 
MORE= 'l'B; 
EXEC SQL OPEN PTRC; 
EXEC SQL FETCH PTRC INTO :DCLA:IND_DCLA; 
IF SQLCODE = NOTFOUND 
THEN 
MORE= '0'8; 
EXEC SQL CLOSE PTRC; 
DO WHILE (MORE); 
SELECT(DCLA.OBJTYPE);. 
WHEN('EVIEW') DO; 
IF DCLA.ACTION = 'C' ] DCLA.TSTA = 'R' 
THEN DO; 
/*------------------------------------------------------
VIEWS MUST BE DROPPED BEFORE THE NEW VERSION CAN BE 
CREATED. 
-------------
-------------
-------------
-------------
--*/ 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE 
'DROP VIEW TSTA.' ]] DCLA.OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
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OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT.); 
END; 
PUT FILE(ERRRPT) EDIT 
( DCLA. OBJNAME, ' TSTA VIEW COULD NOT BE DROPPED FOR ' ) 
(SKIP,2A); 
IF ACTION = 'C' 
THEN 
PUT FILE(ERRRPT) EDIT 
('CHANGE.') 
(A); 
ELSE 
PUT FILE(ERRRPT) EDIT 
( 'REDO OF ADD. ' ) 
(A) ; 
PUT FILE ( ERRRPT) EDIT 
('SQLCODE = ',SQLCODE) 
(SKIP,~(19),A,F(5)) 
('CONTINUED PROCESSING OF VIEW WILL BE ATTEMPTED.') 
(SKIP,X(l9) ,A); 
EXEC SQL ROLLBACK; 
/*----------------------------------------------------
00 NOT MARK ITEM FAILED YET. THIS COULD HAPPEN ON A 
REDO - I.E. VIEW AND TABLE IT IS DEPENDENT ON BEING 
READDED AT THE SAME TIME. THE TABLE WOULD ALREADY 
HAVE BEEN DROPPED AND READDED, THEREBY DROPPING THE 
VIEW. 
----------------------------------------------------*/ 
END; 
END; /* IF ACTION= C OR TSTA = R */ 
/* ---------------------------------------------------------
WE CAN NOW EXECUTE STAGED TSTA DDL 
----------------------------------------------------------*/ 
LEN= MIN((INDEX(DCLA.OBJNAME,' ') - 1), 8); 
VMEMBER = SUBSTR(DCLA.OBJNAME,1,LEN); 
EDIT_DSN = QUOTE ] ] 'PPLl.DB.'.FDBMVTO(' ] ] VMEMBER ] ] ')' ] ] 
QUOTE; 
CALL PDBMX1l(EDIT_DSN,DB2A,COND); 
IF CONDA= 0 
THEN DO; 
IF ERR SW= ;O'B 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE ( ERRRPT) TITLE ( 'DDBMX60' ) ; 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' VIEW COULD NOT BE CREATED IN TSTA ' ] ] 
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'FOR ACTiON =' 11 ACTION, 
' COND = ' , COND ) 
(SKIP(2),2 A, 
SKIP,X(l9),A,F(5)); 
DCLA.TSTA = 'F'; 
GOTO NEXT_ITEM; 
END; 
/*----------------------------------------------------------
MARK TSTA = 'Y' FOR THIS ITEM 
------------
------------
---~---------------------
----~----*/ 
DCLA.TSTA = 'Y'; 
/*----------------------------------------------~----~------
GRANT PRIVILEGES TO PUBLIC 
------------
------------
------------
------------
----------*/ 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
.EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE 
'GRANT SELECT,INSERT,UPDATE,DELETE ON TSTA.' ]] 
DCLA.OBJNAME 11 'TO PUBLIC'; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' PRIVILEGES COULD NOT BE GRANTED TO '11 
'THE PUBLIC. ', 
'SQLCODE = ',SQLCODE) 
(SKIP,2 A, 
SKIP,X(l9),A,F(5)); 
EXEC SQL ROLLBACK; 
END; 
END; /* WHEN(EVIEW) */ 
WHEN ( 'DINDEX') DO; 
IF ACTION= 'C~ 1 (ACTION= 'A' & DCLA.TSTA = 'R') 
THEN DO; 
/*------------------------------------~------------------
DROP INDEX BEFORE RE-ADDING IT 
------------
------------
------------
------------
-------*/ 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
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EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE 
'DROP INDEX TSTA. ' ] ] DCLA. OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'Br 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
( DCLA. OBJNAME, ' TSTA INDEX COULD NOT BE DR
OPPED FOR' ) 
(SKIP, 2 A); 
IF ACTION= 'A' 
THEN 
PUT FILE(ERRRPT) EDIT 
( ' REDO OF ADD . ' ) 
(A); 
ELSE 
PUT FILE(ERRRPT) EDIT 
< I CHANGE • , ) 
(A); 
PUT FILE(ERRRPT) EDIT 
('SQLCODE = ',SQLCODE) 
(SKIP,X(19),A,F(S)) 
('CONTINUED PROCESSING OF INDEX WILL BE AT
TEMPTED.') 
(SKIP,X(l9) ,A); 
EXEC SQL ROLLBACK; 
/*----------------------------------------------------
DO NOT MARK ITEM FAILED YET. THIS
 COULD HAPPEN ON A 
REDO - I.E. INDEX AND TABLE IT IS 
DEPENDENT ON BEING 
READDED AT THE SAME TIME. THE TAB
LE WOULD ALREADY 
HAVE BEEN DROPPED AND READDED, THE
REBY DROPPING THE 
INDEX. 
------
------
------
------
------
------
------
------
----*/ 
END; 
END; /* IF CHANGE OR REDO 
OF ADD */ 
/*-------~-------------------------------------------
WE CAN NOW EXECUTE STAGED TSTA DDL 
.---------
----------
----------
----------
----------
----*/ 
LEN= MIN((INDEX(DCLA.OBJNAME,' ') - 1), 8
); 
VMEMBER = SUBSTR(DCLA.OBJNAME,1,LEN); 
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EDIT _DSN = QUOTE ] ] 'PPLl. DB. FDBMVTO ( ' ] ] VMEMBER 
] ] ' ) ' ] ] QUOTE; 
CALL PDBMXll(EDIT_DSN,DB2A,COND); 
IF COND "'= 0 
THEN DO; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE ( ERRRPT) TITLE ( 'DDBMX60' ) ; 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
( DCLA. OBJNAME, ' INDEX COULD NOT BE ADDED IN TSTA ' ] ] 
'FOR ACTION=' ]] ACTION, 
' COND = ' , COND ) 
(SKIP(2),2 A, 
SKIP, X ( 19 ) , A, .F ( 5 ) ) ; 
DCLA.TSTA = 'F'; 
GOTO NEXT_ITEM; 
END; 
/*---------------------------------------------~----------
MARK TSTA = 'Y' FOR THIS ITEM 
-----------
-----------
-----------
-----------
-----------
-*/ 
DCLA.TSTA = 'Y'; 
END; /* WHEN(DINDEX) */ 
WHEN ( '· CTABLE ' ) DO; 
IF ACTION= 'A' 
THEN DO; 
IF DCLA.TSTA = 'R' 
THEN DO; 
/*----------------------~---------------------------~ 
DROP TABLE BEFORE RE-ADDING IT. 
------------
------------
------------
------------
---*/ 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE;' 
EXEC SQL EXECUTE IMMEDIATE 
'DROP TABLE TSTA.' ]] DCLA.OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END; 
ELSE DO; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
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SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
( DCLA. OBJNAME, ' TSTA TABLE COULD NOT BE DROPPED ' ] ] 
'FOR REDO OF ADD.') 
(SKIP,2 A); 
PUT FILE(ERRRPT) EDIT 
('SQLCODE = ',SQLCODE) 
(SKIP,X(l9),A,F(S)) 
('CONTINUED PROCESSING OF TABLE WILL BE ATTEMPTED.') 
(SKIP,X(l9) ,A); 
EXEC SQL ROLLBACK; 
/*-------------------------------------------------
00 NOT MARK ITEM FAILED YET. THIS COULD HAPPEN ON 
A REDO - I.E. TABLE AND TSPACE IT'S DEPENDENT ON 
BEING READDED AT THE SAME TIME. -THE TSPACE WOULD 
ALREADY HAVE BEEN DROPPED AND READDED, THEREBY 
DROPPING THE TABLE. 
----------
----------
----------
----------
---------*/ 
END; 
END; /* IF TSTA = R */ 
/*-----------------------------------------~---------
WE CAN NOW EXECUTE STAGED TSTA. DDL 
-----------
-----------
-----------
-----------
----~----*/ 
LEN= MIN((INDEX(DCLA.OBJNAME,' ') - 1), 8); 
VMEMBER = SUBSTR(DCLA.OBJNAME,1,LEN); 
EDIT _DSN = QUOTE ] ] 'PPLl. DB. FDBMVTO (' ] ] VMEMBER 
] ] ' ) ' ] ] QUOTE ; 
CALL PDBMXll(EDIT_DSN,DB2A,COND); 
IF COND A= .0 
THEN DO; 
IF ERR SW= 'O'B 
.THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' TABLE COULD NOT BE ADDED IN TSTA ']] 
'FOR ACTION= ' ]) ACTION, 
'COND = ',COND) 
(SKIP(2),2 A, 
SKIP,X(l9),A,F(5)); 
DCLA.TSTA = 'F';. 
GOTO NEXT ITEM; 
END; 
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/*-------------------------------------------------------
MARK TSTA = 'Y' FOR THIS ITEM 
-----~------
-------------
-------------
-------------
----*/ 
DCLA. TSTA = 'Y ' ; 
/*-------------------------------------------------------
GRANT PRIVILEGES TO PUBLIC 
------
------
------
------
------
------
------
------
------
-*/ 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE 
'GRANT SELECT,INSERT,UPDATE,DELETE
 ON TSTA.' ]] 
DCLA.OBJNAME JJ 'TO PUBLIC'; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR;
 
EXEC SQL COMMIT; 
END; 
ELSE DO; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' PRIVILEGES COULD NOT BE GR
ANTED TO']] 
' THE PUBLIC. ' , 
'SQLCODE = ',SQLCODE) 
(SKIP,2 A, 
SKIP,X(19),A,F(S)); 
EXEC SQL ROLLBACK; 
END; 
END; /* IF ACTION= A */
 
ELSE DO; /* ACTION = C */ 
IF DCLA.TSTA = , R, 
THEN /* CAN'T 
REDO TABLE CHANGES */ 
DCLA.TSTA = I y I ; 
ELSE DO; 
/*---------------------------------------------------
WE CAN NOW EXECUTE STAGED TSTA. DDL
 
------
------
------
------
------
------
------
---~------*/ 
LEN= MIN((INDEX(DCLA.OBJNAME,' ') - 1), 8
); 
VMEMBER = SUBSTR(DCLA.OBJNAME,1,LEN); 
EDIT_DSN = QUOTE 11 'PPLl.DB.FDBMVTO(' 11 
VMEMBER 
] J. ' ) ' ] 1 QUOTE ; 
CALL .PDBMX11(EDIT_DSN,DB2A,COND); 
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IF COND "= 0 
THEN DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' TABLE COULD NOT BE CHANGED IN '11 
'TSTA', 
' COND = ' , COND ) 
(SKIP(2),2 A, 
SKIP,X(l9),A,F(5)); 
DCLA.TSTA = 'F'; 
GOTO NEXT_ITEM; 
END; 
/*-------------------- --------------------------- ---
MARK TSTA = 'Y' FOR THIS ITEM 
----------------
-----------------
-----------------
-*/ 
DCLA.TSTA = 'Y'; 
END; 
END; 
END; /* WHEN(CTABLE) */ 
WHEN('BTSPACE') DO; 
IF ACTION= 'A' 
THEN DO; 
IF DCLA.TSTA = 'R' 
THEN DO; 
/*----- ----------- ------------------------- .-- ----
DROP TABLESPACE BEFORE RE-ADDING IT. MUST FIRST 
GET DATABASE NAME FROM SYSIBM.SYSTABLESPACE. 
--------------
--------------
----· ---· --------------*/ 
-EXEC SQL 
SELECT NAME,DBNAME INTO :DCLD:IND_DCLD 
FROM VDBMX20D 
WHERE NAME= DCLA.OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
/*------------------------------------------------
TABLESPACE WAS FOUND - GO AHEAD WITH DROP 
-----------------
-----------------
-------------*/ 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE 
'DROP TABLESPACE' 1] DCLD.DBNAME 11 '.' 11 
DCLA.OBJNAME; 
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IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END• 
. ,
ELSE DO; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW = ' 1 ,·a; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' TSTA TABLESPACE COULD NOT BE']] 
'DROPPED FOR REDO OF ADD', 
'EVEN AFTER FOUND ON SYSIBM.SYSTABLESPACE.') 
(SKIP,2 A,SKIP,X(l9),A) 
('SQLCODE = ',SQLCODE) 
(SKIP,X(l9),A,F(S)); 
EXEC SQL ROLLBACK; 
DCLA.TSTA = 'F'; 
GOTO NEXT_ITEM; 
END; 
END; 
ELSE DO; 
/*------------------~------------------------------
00 NOT MARK ITEM FAILED YET. THIS COULD HAPPEN O
N 
A REDO - I.E. TSPACE AND DATABASE IT'S DEPENDENT 
ON BEING READDED AT THE SAME TIME. THE DATABASE 
COULD HAVE BEEN DROPPED AND READDED, THEREBY 
DROPPING THE TABLESPACE. 
--------
--------
--------
--------
--------
--------
-*/ 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW= ;l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' TSTA TABLESPACE COULD NOT BE ']] 
'FOUND ON SYSIBM.SYSTABLESPACE FOR REDO']] 
'OF ADD. ') 
(SKIP,2 A) 
('SQLCODE = ',SQLCODE) 
(SKIP,X(l9),A,F(S)) 
( 'CONTINUED PROCESSING OF TABLESPACE WILL ' ] .] 
'BE ATTEMPTED.') 
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(SKIP,X(l9) ,A); 
END; 
END; /* IF TSTA = R */ 
/*---------------------------------~-----------------
WE CAN NOW EXECUTE STAGED TSTA DDL 
-----------------------------------------------------*/ 
LEN= MIN((INDEX(DCLA.OBJNAME,' ') - 1), 8); 
VMEMBER ~ SUBSTR(DCLA.OBJNAME,1,LEN); 
EDIT_DSN =QUOTE]] 'PPLl.DB.FDBMVTO(' ]] VMEMBER 
] ] ' ) ' ] ] QUOTE ; 
CALL PDBMXll(EDIT_DSN,DB2A,COND); 
IF COND ""= 0 
THEN DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' TABLESPACE COULD NOT BE ADDED IN']] 
' TSTA FOR ADD' , 
' COND = ' , COND ) 
(SKIP(2) ,2 A, 
SKIP,X(19),A,F(5)); 
DCLA.TSTA = 'F'; 
GOTO NEXT_ITEM; 
END; 
/*-------------------------------------------------------
MARK TSTA = 'Y' FOR THIS ITEM 
-------------------------------------------------------*/ 
DCLA. TS TA = ' Y ' ; 
END; /* IF ACTION= A */ 
ELSE /* ACTION= C NOT AUTOMATED*/ 
/*-------------------------------------------------------
SET TSTA TO "X" (NOT APPLICABLE) TO ENSURE THAT WE 
WON'T TRY TO PROCESS THIS OBJECT AGAIN. 
-------------------------------------------------------*/ 
DCLA. TSTA = '·X' ; 
END; /* WHEN(BTSPACE) */ 
WHEN ( 'ADATABASE' ) DO; 
IF ACTION= 'A' 
THEN DO; 
IF DCLA.TSTA = 'R' 
THEN DO; 
/*---------------------------------------------------
DROP DATABASE BEFORE RE-ADDING IT. 
-----------------~---~-----------------------------*/ 
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EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE 
'DROP DATABASE ' ]] DCLA.OBJNAME; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END; 
ELSE DO; 
/*------------------------------------------------
00 NOT MARK ITEM FAILED YET. ALTHOUGH THIS SHOULD 
NOT HAPPEN, WE WILL CONTINUE TRYING TO PROCESS 
THIS DATABASE. 
----------
----------
----------
----------
-------*/ 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
END; 
.(DCLA.OBJNAME,' TSTA DATABASE COULD NOT BE r]] 
'DROPPED FOR REDO OF ADD.') 
(SKIP,2 A) 
('SQLCODE = ',SQLCODE) 
(SKIP,X(19),A,F(S)) 
('CONTINUED PROCESSING OF DATABASE WILL' ]] 
'BE ATTEMPTED. ') 
(SKIP,X(19) ,A); 
END; /* IF TSTA = R */ 
/*-----------------------------------~---------------
WE CAN NOW EXECUTE STAGED TSTA DDL 
----------
----------
----------
----------
----------
-~-*/ 
LEN= MIN((INDEX(DCLA.OBJNAME,' ') - 1), 8); 
VMEMBER = SUBSTR(DCLA.OBJNAME,1,LEN); 
EDIT_DSN = QUOTE ] ] 'PPLl.DB.FDBMVTO(' ] ] VMEMBER 
] ] I ) ' ] ] QUOTE ; 
CALL PDBMXll(EDIT_DSN,DB2A,COND); 
IF COND "= 0 
THEN DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
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SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
( DCLA. OBJNAME, ' DATA.BASE COULD NOT BE ADDED IN' ] J 
' TSTA FOR ADD' , 
' COND = ' , COND ) 
(SKIP(2),2 A, 
SKIP,X(l9),A,F(S)); 
DCLA.TSTA = 'F'; 
GOTO NEXT_ITEM; 
END; 
/*----------------~--------------------------------------
MARK,TSTA = 'Y' FOR THIS ITEM 
--------
--------
--------
--------
--------
--------
---~---*/ 
DCLA.TSTA = 'Y'; 
/*-------------------------------------------------------
GRANT PRIVILEGES TO PUBLIC 
---------
---------
---------
---------
---------
--------~-*! 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE 
'GRANT IMAGCOPY,LOAD,REORG,RECOVERDB,STATS,DISPLAY
DB, ']] 
'STARTDB,STOPDB ON DATABASE ' ]] DCLA.OBJNAME ]] 
' TO PUBLIC' ; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' PRIVILEGES COULD NOT BE GRANTED TO']] 
' THE PUBLIC. ' , 
'SQLCODE = ',SQLCODE) 
(SKIP,2 A, 
SKIP,X(l9),A,F(S)); 
EXEC SQL ROLLBACK; 
END; 
END; 
ELSE 
/* IF ACTION= A 
/* ACTION= C 
*/ 
NOT AUTOMATED*/ 
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/*-----------~------------~------------------------------
SET TSTA TO "X" (NOT APPLICABLE) TO ENSURE THAT WE 
WON'T TRY TO PROCESS THIS OBJECT AGAIN. 
--·----------
---------
-------- -
---_____ ..;. _ ------ -- - ----,---* I 
END; 
OTHER; 
END; 
NEXT ITEM: 
DCLA.TSTA = 'X'; 
/* WHEN(ADATABASE) */ 
/* NO OTHER OBJ TYPES. IMPLEMENTED 
/* SELECT */ 
*/ 
/*----------------------------------~--------------~--------------
MARK STAGING TABLE TO SHOW OBJECT EITHER SUCCE
SSFUL .QR FAILED 
--------
--------
--------
--------
--------
--------
--------
--------
*/ 
EXEC SQL 
UPDATE VDBMX20B 
SET TSTA = :DCLA.TSTA 
WHERE OBJNAME = :DCLA.OBJNAME AND SUBSYS = :DC
LA.SUBSYS AND 
SEQNO = :DCLA.SEQNO AND OBJTYPE = :DCLA.OBJTYPE;. 
IF SQLCODE = NOTFOUND 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(DBMX2003S,DCLA.OBJNAME,' NOT FOUND ON STAGING']] 
'TABLE WHEN TRYING TO UPDATE TSTA SWITCH.', 
'OBJTYPE = ',DCLA.OBJTYPE, 
'SUBSYS = ',DCLA.SUBSYS, 
'SEQNO = ',DCLA.SEQNO, 
'PDBMX20 ABENDING.') 
(SKIP(3),3 A, 
2 (SKIP, 2 A) , 
SKIP,A,F(S), 
SKIP,A); 
SIGNAL ERROR; 
END• 
. 
' 
EXEC SQL COMMIT; 
EXEC SQL OPEN PTRC; 
EXEC SQL FETCH PTRC INTO :DCLA:IND_DCLA; 
IF SQLCODE = NOTFOUND 
THEN 
MORE= 'O'B; 
EXEC SQL CLOSE PTRC; 
END; 
/*-------------------------------------------------------------------
NEXT PROCESS DROPS FOR OBJECTS (DO AFTER ADDS AND CHANGES
 OF OBJECTS, 
IN REVERSE ORDER OF PRECEDENCE) 
--------
--------
--------
--------
--------
--------
--------
--------
---*/ 
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EXEC SQL DECLARE PTRA CURSOR FOR 
SELECT OBJNAME,SUBSYS,STATUS,SEQNO,OBJTYPE,TSTA,ACTION 
FROM VDBMX20A /* TBDBMV60 */ 
WHERE ACTION= 'D' AND TSTA A= 'R' AND 
(OBJTYPE A= 'BIND' AND OBJTYPE A= 'REBIND' AND OBJTYPE A= 'FREE') 
ORDER BY OBJTYPE DESC; 
MORE= 'l'B; 
EXEC SQL OPEN PTRA; 
EXEC SQL FETCH PTRA INTO :DCLA:IND_DCLA; 
IF SQLCODE = NOTFOUND 
THEN 
MORE= '0'8; 
EXEC SQL CLOSE PTRA; 
DO WHILE{MORE); 
SELECT{DCLA.OBJTYPE); 
WHEN ( 'EVIEW') 
DROP STMT = 'DROP VIEW TSTA.' ]] DCLA.OBJNAME; 
WHEN ( 'DINDEX') 
DROP STMT = 'DROP INDEX TSTA.' ]] DCLA.OBJNAME; 
WHEN('CTABLE') DO; 
/*--------------------------------------------- -----------
CHECK FOR DEPENDENT OBJECTS BEFORE DROPPING 
------------
------------
------------
-------~--------------*/ 
EXEC SQL 
SELECT COUNT(*) INTO :CNT:IND CNT 
FROM VDBMX20F 
WHERE BNAME = :DCLA.OBJNAME; 
IF CNT > 0 
THEN DO; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL END~AGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' TSTA TABLE COULD NOT BE']] 
'DROPPED', 
'DEPENDENT OBJECT(S) FOUND ON SYSIBM.SYSVIEWDEP.') 
(SKIP,2 A,SKIP,X·(l9),A) 
('SQLCODE = ',SQLCODE) 
(SKIP,X(l9),A,F(5)); 
EXEC SQL ROLLBACK; 
DCLA.TSTA = 'F'; 
GOTO NEXT_DROP; 
END; 
DROP STMT =· 'DROP TABLE TSTA. ·, ] ] DCLA. OBJNAME; 
END; 
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WHEN('BTSPACE') DO; 
/*----------------------------------------------------------
CHECK FOR DEPENDENT OBJECTS BEFORE DROPPING 
-----------
-----------
-----------
-----------
-----------
---*/ 
EXEC SQL 
SELECT COUNT(*) INTO :CNT:IND_CNT 
FROM VDBMX20E 
WHERE TSNAME = :DCLA.OBJNAME; 
IF CNT > 0 
THEN DO; 
IF ERR SW= 'O'B 
THEN po; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' TSTA TABLESPACE COULD NOT BE ']] 
'DROPPED', 
'DEPENDENT OBJECT(S) FOUND ON SYSIBM.SYSTABLES. ') 
(SKIP,2 A,SKIP,X(l9),A) 
('SQLCODE = ',SQLCODE) 
(SKIP,X(l9),A,F(S)); 
EXEC SQL ROLLBACK; 
DCLA.TSTA = 'F'; 
GOTO NEXT DROP; 
END; 
/*---------------------------------------------------
GET DATABASE NAME· FROM SYSIBM.SYSTABLESPACE. 
-----------
--------~-------------
------------------*/ 
EXEC SQL 
SELECT NAME,DBNAME INTO :DCLD:IND_DCLD 
FROM VDBMX20D 
WHERE NAME= :DCLA.OBJNAME; 
IF SQLCODE "= 0 
THEN DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
.PUT FILE (ERRRPT) EDIT 
(DCLA.OBJNAME,' TSTA TABLESPACE COULD NOT BE ']] 
'DROPPED', 
'WAS NOT FOUND ON SYSIBM.SYSTABLESPACE.') 
(SKIP,2 A,SKIP,X(l9),A) 
('SQLCODE = ',SQLCODE) 
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(SKIP,X(l9),A,F(S)); 
EXEC SQL ROLLBACK; 
DCLA.TSTA = 'F'; 
GOTO NEXT_DROP; 
END; 
DROP STMT = 'DROP TABLES PACE ' ] ·1 DCLD. DBNAME ] ] ' . ' ]
 ] 
DCLA.OBJNAME; 
END; 
WHEN('ADATABASE') DO; 
/*-----------------------------------------~----------------
CHECK FOR DEPENDENT OBJECTS BEFORE DROPPING 
--------
--------
--------
--------
----~------------
~--------*/ 
EXEC SQL 
SELECT COUNT(*) INTO :CNT:IND_CNT 
FROM V0BMX20D 
WHERE DBNAME = :DCLA.OBJNAME; 
IF CNT > 0 
THEN DO; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW - ' 1 ' B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' TSTA DATABASE COULD NOT BE ']] 
'DROPPED', 
'DEPENDENT OBJECT(S) FOUND ON SYSIBM.SYSTABLESPACE. ') 
(SKIP,2 A,SKIP,X(l9),A) 
('SQLCODE = ',SQLCODE) 
(SKIP,X(l9),A,F(5)); 
EXEC SQL ROLLBACK; 
DCLA. TSTA = 'F'; 
GOTO NEXT DROP; 
END; 
DROP STMT = 'DROP DATABASE' ]] DCLA.OBJNAME; 
END• 
. ' 
OTHER; /* NO OTHER 
IMPLEMENTED */ 
END; 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE DROP_STMT; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
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DCLA.TSTA = 'Y'; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE ( ERRRPT) TITLE ( 'DDBMX60' )·; 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' TSTA OBJECT COULD NOT BE DROPPED', 
'SQLCODE = ',SQLCODE) 
(SKIP(2),2 A,SKIP,X(l9),A,F(5)); 
EXEC SQL ROLLBACK; 
DCLA.TSTA = 'F'; 
END; 
NEXT DROP: 
/*----------------------------------------------------------------
MARK STAGING TABLE TO SHOW OBJECT. EITHER SUCCESSFUL OR FAILED 
----------- ----------------------------------------------------*/ 
EXEC SQL 
UPDATE VDBMX20B 
SET TSTA = :DCLA.TSTA 
WHERE OBJNAME = :DCLA.OBJNAME AND SUBSYS = :DCLA.SUBSYS AND 
SEQNO = :DCLA.SEQNO AND OBJTYPE = :DCLA.OBJTYPE; 
IF SQLCODE = NOTFOUND 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(DBMX2002S,DCLA.OBJNAME,' NOT FOUND ON STAGING ']] 
'TABLE WHEN TRYING TO UPDATE TSTA SWITCH.', 
'OBJTYPE = ',DCLA.OBJTYPE, 
'SUBSYS = ',DCLA.SUBSYS, 
'SEQNO = ',DCLA.SEQNO, 
'PDBMX20 ABENDING.') 
(SKIP(3),3 A, 
2 (SKIP, 2 A) , 
SKIP,A,F(S), 
SKIP,A); 
SIGNAL ERROR; 
END; 
EXEC SQL COMMIT; 
EXEC SQL OPEN PTRA; 
EXEC SQL FETCH PTRA INTO :DCLA:IND_DCLA; 
IF SQLCODE = NOTFOUND 
THEN 
MORE= '0'8; 
EXEC SQL CLOSE PTRA; 
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END; 
/*---~---------------------------------------------------------------
FINALLY, DO PLANS (BINDS,REBINDS,FREES) 
---------~----------
---------------------
---------------------
-----*/ 
EXEC SQL DECLARE PTRD CURSOR FOR 
SELECT OBJNAME,SUBSYS,STATUS,SEQNO,OBJTYPE,TSTA,ACTION 
FROM VDBMX20A /* TBDBMV60 */ 
WHERE 
OBJTYPE = 'BIND' OR OBJTYPE = 'REBIND' OR OBJTYPE = 'FRE
E'; 
MORE= 'l'B; 
EXEC SQL OPEN PTRD; 
EXEC SQL FETCH PTRD INTO :DCLA:IND_DCLA; 
I"F SQLCODE = NOTFOUND 
THEN 
MORE= 'O'B; 
EXEC SQL CLOSE PTRD; 
DO WHILE(MORE); 
/*--------------------------------------------------------- ------
ALLOC TSTA MEMBER TO WHICH BIND/REBIND/FREE STATEMENT WIL
L BE 
WRITTEN. 
---------
---------
---------
------ --
----------
----------
--------*/ 
LEN = MIN( (INDEX(D.CLA.OBJNAME,' ') - l), 8); 
VMEMBER = SUBSTR(DCLA.OBJNAME,1,LEN); 
EDIT_DSN =QUOTE]) 'PPLl.DB.FDBMVTO(' ]l VMEMBER )] ')' )] 
QUOTE; 
CALL PDBMX22(DDNAME,EDIT_DSN,OLD,COND); 
IF COND "'= 0 
THEN DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
.PUT FILE ( ERRRPT) EDIT 
(DCLA.OBJNAME,' TSTA STAGING LIBRARY COULD NOT BE ALLOCATED']] 
' FOR PLAN . ' , 
'COND = ', COND) 
(SKIP,2 A, 
SKIP,X(l9),A,F(S)); 
DCLA.TSTA = 'F'; 
END; 
ELSE DO; 
OPEN FILE(DDBMW30) OUTPUT; 
/*----------------------------------~--------------------------
READ IN STATEMENT FROM TBDBMV61 
~--------------------
----------------------
------------------*/ 
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EXEC SQL 
DECLARE PTR61 CURSOR FOR 
SELECT OBJNAME,SUBSYS,SEQNO,STMTNO,STMT 
FROM VDBMX20C 
/* TBDBMV61 */ 
WHERE OBJNAME = :DCLA.OBJNAME AND 
SUBSYS = :DCLA.SUBSYS AND SEQNO = :DCLA.SE
QNO 
ORDER BY STMTNO; 
EXEC SQL OPEN PTR61;. 
EXEC SQL FETCH PTR61 INTO :DCLC:IND_DCLC; 
DO WHILE(SQLCODE = O); 
I* - - - - - - - - - - - - - - - - - --- -·---- - - - - - - - - - _.;.. - -
----- -
- - - - -
- - - - - -
- - -
LOOK FOR NECESSARY CHANGES BEFORE 
LINE IS WRITTEN OUT 
------
------
------
------
------
------
------
------
------
----*/ 
POS = INDEX(DCLC.STMT, 'PRODPLAN'); 
IF POS > 0 
THEN DO; 
/*-------------------------------------------------------
CHANGE 'PRODPLAN' TO PLAN NAME 
------
------
------
------
------
------
------
------
-----~-*/ 
PLANNAME = SUBSTR(DCLA.OBJNAME,1,8); 
SUBSTR(DCLC.STMT,POS,8) = PLANNAME; 
END• .,
POS = INDEX(DCLC.STMT, 'SYSTEM(DB2'); 
IF POS > 0 
THEN 
SUBSTR(DCLC.STMT,POS,12) = 'SYSTEM(D82A)';
 
POSl = INDEX(DCLC.STMT,'DBRMLIB1'); 
IF POS1 > 0 
THEN DO; 
/*------------------------------------~-----------------
FIRST WRITE OUT LINE FOR TEST DBRM
 LIBRARY 
------
------
------
------
------
------
------
------
------
-*/ 
WRITE FILE(DDBMW30) FROM(DBRMLINE); 
POS2 = INDEX(DCLC.STMT,'DBRMLIB2'); 
SUBSTR(DCLC.STMT,POS1,8) = 'DBRMLIB2'; 
SUBSTR(DCLC.STMT,POS2,8) = 'DBRMLIB3'; 
END; 
/*---------------------------------------------------------
ALL CHANGES MADE - WRITE OUT LINE 
------
------
------
------
------
------
--~---------
---------*/ 
WRITE FILE(DDBMW30) FROM(DCLC.STMT); 
EXEC SQL FETCH PTR61 INTO. :DCLC:IND_DCLC; 
END; /* DO W
HILE(SQLCODE = 0) */ 
EXEC SQL CLOSE PTR61; 
/*----------------------------------------------------------~
--
EXECUTE BIND STATEMENT STORED IN T
STA STAGING LIBRARY 
------
------
------
------
------
------
------
------
------
------
-*/ 
CLOSE FILE(DDBMW30); 
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CALL ISPLINK ( 'SELECT ' , CMDLEN, CMD) ; 
COND = PLIRETV; 
IF COND <= 4 
THEN DO; 
DCLA.TSTA -· I y I • - , 
IF DCLA.ACTION = 'A' 
THEN DO; 
/* GOOD */ 
EXEC SQL WHENEVER SQLERROR CONTINUE; 
EXEC SQL WHENEVER SQLWARNING CONTINUE; 
EXEC SQL EXECUTE IMMEDIATE 
/* CDBMW30 */ 
'GRANT EXECUTE ON PLAN' ]] DCLA.OBJNAME ]] 'TO PUBLIC'; 
IF SQLCODE = 0 
THEN DO; 
EXEC SQL WHENEVER SQLERROR GOTO DBERROR; 
EXEC SQL WHENEVER SQLWARNING GOTO DBERROR; 
EXEC SQL COMMIT; 
END; 
IF SQLCODE "= 0 
THEN DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' EXECUTE AUTHORITY COULD NOT BE ']J 
'GRANTED TO THE PUBLIC.', 
'SQLCODE = ',SQLCODE) 
(SKIP,2 A, 
SKIP,X(l9),A,F(S)); 
END; 
EXEC SQL ROLLBACK; 
END; 
END; 
ELSE DO; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
/* BAD */ 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,DCLA.OBJTYPE,' STATEMENTS NOT SUCCESSFULLY']] 
' EXECUTED . ' , 
'COND = ', COND, ' FROM CDBMW30. ') 
(SKIP,A,X(.1),2 A, 
SKIP,X(l9),A,F(S),A); 
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DCLA.TSTA = 
END; 
END; 
, F, • 
. I 
/*------------------------------------------------------~~--------
UPDATE TSTA SWITCH ON STAGING TABLE 
-----------------
-----------------
-----------------
-------------*/ 
EXEC SQL 
UPDATE VDBMX20B 
SET TSTA = :DCLA.TSTA 
WHERE OBJNAME = :DCLA.OBJNAME AND SUBSYS = :DCLA.SUBSYS AND 
SEQNO = :DCLA.SEQNO AND OBJTYPE = :DCLA.OBJTYPE; 
IF SQLCODE = NOTFOUND 
THEN DO; 
PUT FILE(SYSPRINT) EDIT 
(DBMX2006S,DCLA.OBJNAME,' NOT .FOUND ON STAGING ']] 
'TABLE WHEN TRYING TO UPDATE TSTA SWITCH.', 
'OBJTYPE = ',DCLA.OBJTYPE, 
'SUBSYS = ',DCLA.SUBSYS, 
'SEQNO = ',DCLA.SEQNO, 
'PDBMX20 ABENDING. ') 
(SKIP(3),3 A, 
2 (SKIP, 2 A) , 
SKIP,A,F(S), 
SKIP,A); 
SIGNAL ERROR; 
END; 
EXEC SQL COMMIT; 
EXEC SQL OPEN PTRD; 
EXEC SQL FETCH PTRD INTO :DCLA:IND DCLA; 
IF SQLCODE = NOTFOUND 
THEN 
MORE= 'O'B; 
EXEC SQL CLOSE PTRD; 
END; 
IF ERR SW 
THEN DO; 
CLOSE FILE(ERRRPT); 
CALL PLABTRM(956); 
END; 
GOTO EOF; 
%PAGE; 
CHANGE SPACE: PROC; 
DCL 
(FL4 INIT(4.0), 
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I 
/ 
\ 
FL48 
(#LINES,#ITEMS,I,J) 
(FREETRK,LARGEXT) 
#DB2APACKS 
PACK(4) 
INIT(48.0)) FLOAT DEC(6), 
FIXED BIN(lS), 
FIXED 8IN(31), 
FIXED BIN(lS) INIT(4), 
CHAR ( 6) !NIT ( 'DSK701', 
'DSK702', 
'DSK711', 
'DSK712'), 
REC_IN(lOO) CHAR(72), 
ITEM ( 7 2 ) CHAR ( 7 2 ) , 
S1'RT_90L(72) FIXED BIN(lS), 
( . ( NE
~R~ NEWSEC) CHAR ( 8) , 
)(NEWPRI_FB,NEWSEC_FB,PRIQTY_FB,SECQTY_FB,PRITRK,SECTRK,TOTT
RK) 
(PUPAS09,PDBMX23) 
(EOF_IN,FOUND) 
NEWGRP 
PO 
COND = O; 
FIXED BIN(31), 
EXT ENTRY, 
CHAR( 1), 
CHAR( 6), 
CHAR(8) INIT('PO , ) ; 
/*-------------------------------------------------------------------
COPY DDL FROM PRODUCTION STAGING LIBRARY TO TEST 
S.TAGING LIBRARY, 
CHANGING SPACE REQUESTED AND STORAGE GROUP. 
FIRST, OPEN INPUT STAGING LIBRARY MEMBER AND READ
 CREATE STATEMENT 
INTO ARRAY. 
--------
--------
--------
--------
--------
--------
--------
--------
---*/ 
FROM_LIB = '''PPLl.DB.FDBMV' ]] SUBSTR(DCLA.SUBSYS,4,1) ]] 
'0'''; 
CALL I SPLINK ( 'LMINlT' , CH _DATA ID I, ' ' , ' 
I I II I I I 
I , I FROM - LIB ' , 
IF PLIRETV > 0 
THEN DO; 
COND = -1; 
, , 
I 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
, , 
I 
, I I SHR , ) ; 
I I I I 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' RETURN CODE FROM LMINIT = ',PLIRETV, 
'FOR STAGING LIBRARY' ]] FROM_LIB) 
(SKIP(2),2 A,F(S),SKIP,X(l9),A); 
DCLA.TSTA = 'F'; 
GOTO EOP; 
END; 
CALL ISPLINK ( 'LMOPEN', DATAIDI, 'INPUT ' ) ; 
IF PLIRETV > 0 
THEN DO; 
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COND = -1; 
IF ERR SW - '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDJ3MX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' RETURN CODE FROM LMOPEN = ',PLIRETV, 
'FOR STAGING LIBRARY' 11 FROM_LIB) 
(SKIP(2),2 A,F(S),SKIP,X(l9),A); 
DCLA. TSTA = 'F'; 
GOTO EOP; 
END; 
CALL ISPLINK('LMMFIND',DATAIDI,MEMBER,' 
IF PLIRETV > 0 
I I I I 
THEN .DO; 
COND = -1; 
IF ERR SW. - 'O'B 
THEN DO; 
ERR SW = ' 1 ' B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
I I 
I I 
' 
I ' I NO ,·) ; 
(DCLA.OBJNAME,' COULD NOT BE COPIED INTO THE TSTA '11 
'STAGING LIBRARY ' 'PPLl. DB. FDBMVTO' ' . ' , 
'COND FROM LMMFIND = ',PLIRETV) 
(SKIP(2),2 A,SKIP,X(l9),A,F(S)); 
DCLA.TSTA = 'F'; 
GOTO EOP; 
END; 
EOF IN = 'N'; 
CALL ISPLINK('LMGET',DATAIDI,'INVAR 
CH_LENVAR,#72); 
IF PLIRETV > 8 
THEN DO; 
COND = -1; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW - ' 1 ' B; 
I, CH_ INPUTLN' 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' COULD NOT BE COPIED INTO THE TSTA '11 
'STAGING LIBRARY ''PPL1.DB.F0BMVT0''.', 
'COND FROM LMGET = ',PLIRETV) 
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(SKIP(2),2 A,SKIP,X(l9),A,F(5)); 
DCLA. TSTA ;:: 'F'; 
GOTO EOP; 
END• I. 
IF PLIRETV = ·8 
THEN 
EOF IN= 'Y'; 
ELSE 
EOF IN = 'N'; 
#LINES= O; 
DO WHILE(EOF_IN = 'N' & #LINES< 100); 
#LINES= #LINES+ 1; 
REC_IN(#LINES) = INPUTLN; 
CALL PUPAS09(REC_IN(#LINES),#ITEMS,ITEM,START_COL,ERROR); 
IF ERROR"'= 0 
THEN DO; 
COND = -1; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' ERROR IN PARSING LINE ',#LINES, 
REC_IN(#LINES), 
'COND FROM PUPAS09 = ',ERROR) 
(SKIP(2),2 A,F(4),SKIP,X(l9),A,SKIP,X(l9),A,F(5)); 
DCLA.TSTA = 'F'; 
GOTO EOP; 
END; 
DO I= 1 TO #ITEMS; 
IF ITEM(!) = 'PRIQTY' 
THEN DO; 
GET STRING(ITEM(I + 1)) EDIT(PRIQTY_FB) (F(B)); 
IF PRIQTY_FB < 50 
THEN DO; 
NEWPRI = ITEM(I + l); 
NEWPRI FB = PRIQTY_FB; 
END; 
ELSE DO; 
NEWPRI_FB = CEIL(PRIQTY_FB / FL4); 
PUT STRING(NEWPRI) EDIT(NEWPRI_FB) (F(B)); 
END; 
SUBSTR(REC_IN(#LINES),START_COL(I+l),8) = NEWPRI; 
END; 
IF ITEM(!) = 'SECQTY' 
-THEN DO; 
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GET STRING(ITEM(I + 1)) EDIT(SECQTY_FB) (F(8)); 
IF SECQTY_FB < 50 
THEN DO; 
NEWSEC =ITEM(!+ l); 
NEWSEC FB = SECQTY_FB; 
END; 
ELSE DO; 
NEWSEC_FB = CEIL(SECQTY_FB / FL4); 
PUT STRING(NEWSEC) EDIT(NEWSEC~FB) (F(8)); 
END; 
SUBSTR(REC_IN(#LINES),START_COL(I+l),8) = NEWSEC; 
END; 
END; 
/*-----------------------------------------------------
READ IN NEXT LINE 
-------------------------
-------------------------
---*/ 
CALL ISPLINK('LMGET',DATAIDI, 'INVAR ',CH_INPUTLN, 
CH_LENVAR,#72); 
IF PLIRETV > 8 
THEN DO; 
COND = -1; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
( DCLA. OBJNAME, ' COULD NOT BE COPIED INTO THE TSTA ' ] ] 
'STAGING LIBRARY ''PPLl.DB.FDBMVTO''. ', 
'COND FROM LMGET = ',PLIRETV) 
(SKIP(2),2 A,.SKIP,X(l9),A,F(5)); 
DCLA.TSTA = 'F'; 
GOTO EOP; 
END; 
ELSE 
IF PLIRETV = 8 
THEN 
EOF IN = 'Y'; 
END; 
IF EOF IN= 'N' 
THEN DO; 
/*-----------------------------------------------------
MORE THAN 100 LINES FOR THIS OBJECT - CAN'T BE 
PROCESSED. 
--------------------------
--------------------------
--*/ 
COND = -1; 
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IF ERR SW - '0'8 
THEN· DO; 
ERR SW - 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
( DCLA. OBJNAME, ' MORE THAN 100 LINES STAGED FOR OBJECT' , 
'OBJECT CANNOT BE PROCESSED IN TSTA.') 
(SKIP(2),2 A,SKIP,X(l9),A); 
DCLA. TSTA = 'F' ;. 
GOTO EOP; 
END; 
/*-------------------------------------------------------
CALCULATE TRACKS NEEDED AND FIND APPROPRIATE STORAGE 
GROUP 
---------
---------
---------
---------
---------
---------
--*/ 
PRITRK = CEIL(NEWPRI_FB / FL48); 
SECTRK = CEIL(NEWSEC_FB / FL48); 
TOTTRK = PRITRK + SECTRK; 
NEWGRP =' , . I 
DO I= 1 TO #DB2APACKS WHILE(NEWGRP = ' '); 
CALL PDBMX23(PACK(I),FREETRK,LARGEXT); 
IF LARGEXT >= PRITRK & FREETRK >= TOTTRK 
THEN 
NEWGRP = 'GRP' ]] SUBSTR(PACK{I),4,3); 
END; 
IF NEWGRP = , 
THEN DO; 
COND = -1; 
IF ERR SW = '0'8 
THEN DO; 
ERR SW = ' 1 ' B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' NOT ENOUGH SPACE FOUND FOR TSTA COPY.,·, 
'NEW PRIMARY QUANTITY ATTEMPTED = ' , NEWPRI ,· 
'NEW SECONDARY QUANTITY ATTEMPTED= ',NEWSEC) 
(SKIP(2),2 A,2 (SKIP,X(l9),2 A)); 
DCLA. TSTA = 'F'; 
GOTO EOP; 
END; 
/*----------~--------------------------------------------------------
WRITE UPDATED CREATE STATEMENT TO TSTA STAGING LIBRARY. R
EMEMBER 
TO UPDATE THE STORAGE GROUP. 
----------
-~-------------------
----------------------
--------------*/ 
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FROM LIB= '''PPLl.DB.FDBMVTO'''; 
. - . 
. 
CALL ISPLINK('LMINIT',CH_DATAIDO,' 
I I ' I I ' I I , I SHRW . , ) ; 
IF PLIRETV > 0 
THEN DO; 
COND = -1;, 
IF ERR SW - '0'8 
THEN DO; 
ERR SW - 'l'B; 
I I I I 
' ' 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
I I I I 
, ' 
I I 
' 
I' FROM_LIB, 
(DCLA.OBJNAME,' COULD NOT OPEN TSTA STAGING LIBRARY TO W
RITE']] 
'TSTA DDL. ' , 
'RETURN CODE FROM LMINIT = ',PLIRETV) 
(SKIP(2),2 A,SKIP,X(l9),A,F(7)); 
DCLA.TSTA = 'F'; 
GOTO EOP; 
END; 
CALL ISPLINK('LMOPEN',DATAIDO, 'OUTPUT'); 
IF PLIRETV > 0 
THEN DO; 
COND = -1; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' COULD NOT OPEN TSTA STAGING LIBRARY TO W
RITE ']] 
'TSTA DDL. ' , 
'RETURN CODE FROM LMOPEN = ·, , PLIRETV) 
(SKIP(2),2 A,SKIP,X(l9),A,F(7)); 
DCLA.TSTA = 'F'; 
GOTO EOP; 
END; 
FOUND= 'N'; 
DO J = 1 TO #LINES; 
IF FOUND= 'N' 
THEN DO; 
CALL PUPAS09 (REC_ IN.( J), #ITEMS, ITEM, START_ COL, ERROR); 
IF ERROR "'= 0 
THEN DO; 
COND = -1; 
IF ERR SW= 'O'B 
THEN DO; 
figure 8.2 Code to process test environment up
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ERR_SW = 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' ERROR IN PARSING LINE ',J, 
'WHEN WRITING OUT DDL', 
REC_IN(J), 
'COND FROM PUPAS09 = ',ERROR) 
(SKIP(2),2 A,F(4),A,SKIP,X(l9),A,SKIP,X(l9),A,F(5
)); 
DCLA. T STA = ' F ' ; 
GOTO EOP;" 
END; 
DO I= 1 TO #ITEMS WHILE(FOUND = 'N'); 
IF SUBSTR(ITEM(I),1,3) = 'GRP' 
THEN. DO; 
FOUND = 'Y'; 
SUBSTR(REC_IN(J),START_COL(I),6) = NEWGRP; 
END; 
END• 
. ' 
END; /* IF FOUND= 'N' */ 
/*---------------------------------------------------------------
WRITE OUT LINE 
-------
-------
-------
-------
-------
-------
-------
-~------------
*/ 
INPUTLN = REC_IN(J); 
CALL ISPLINK('LMPUT' ,DATAIDO, 'INVAR 
IF PLIRETV > 0 
',CH_INPUTLN,#72); 
THEN DO; 
COND = -1; 
IF ERR SW= 'O'B 
THEN DO; 
ERR SW= 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' ERROR WRITING DDL TO TSTA STAGING 
LIBRARY;, 
'LMPUT RETURN CODE= ',PLIRETV) 
(SKIP(2),2 A,SKIP,X(l9),A,F(S)); 
DCLA.TSTA = 'F'; 
GOTO EOP; 
END; 
END; 
/*-------------------------------------------------------------------
ADD MEMBER TO TSTA STAGING LIBRARY (RET CODE 4 MEA
NS MEMBER ALREADY 
EXISTS - ·IT MUST BE REPLACED) • 
-------
-------
-------
-------
-------
---~-----------
---------------
--*/ 
CALL ISPLINK('LMMADD',OATAIDO,MEMBER); 
figure 8.2 Code to process test environm
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IF PLIRETV = 4 
THEN 
CALL ISPLINK( 'LMMREP' ,DATAIDO,MEMBER); 
IF PLIRETV > 0 
THEN DO; 
COND = -1; 
IF ERR SW= '0'8 
THEN DO; 
ERR SW - 'l'B; 
OPEN FILE(ERRRPT) TITLE('DDBMX60'); 
SIGNAL ENDPAGE(ERRRPT); 
END; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' ERROR WRITING DDL TO TSTA STAGING LIBRARY', 
'LMMADD RETURN CODE= ',PLIRETV) 
(SKIP(2),2 A,SKIP,X(l9),A,F(5)); 
DCLA. TSTA = 'F' ; 
GOTO EOP; 
END; 
EO~: 
CALL ISPLINK('LMCLOSE',DATAIDI); 
IF PLIRETV > 0 
THEN DO; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' BAD RETURN CODE FOR LMCLOSE ON INPUT STAGING', 
'LIBRARY= ',PLIRETV) 
.(SKIP(2),2 A,SKIP,X(l9),A,F(5)); 
END; 
CALL I SPLINK ( 'LMCLOSE' , DATA I DO) ; 
IF PLIRETV > 0 
THEN DO; 
PUT FILE(ERRRPT) EDIT 
(DCLA.OBJNAME,' BAD RETURN CODE FOR LMCLOSE ON OUTPUT STAGING', 
'LIBRARY= ',PLIRETV) 
(SKIP(2),2 A,SKIP,X(l9),A,F(S)); 
·END; 
END; /* CHANGE SPACE */ 
%PAGE; 
DBERROR: 
/*------------------------------------------------------------~-----~ 
DB2 ERROR HANDLING 
---------
---------
---------
---------
---------
---------
---------
----*/ 
CALL D82ERR(SQLCA,DBERRCODE,SH~ERRMSG,LONG_ERRMSG); 
PUT FILE(SYSPRINT) EDIT 
(DBMX2001S,' - ',SH_ERRMSG) 
( SKIP ( 3) , 3 A) ; 
figure 8.2 Code to process test environment updates 
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SIGNAL ERROR; 
EOF: 
END; /* PDBMX20 */ 
fi ure 8.2 Code to rocess test environment u dates 
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