Abstract
Introduction
As the application of the universal network is used widely, the network of the 21st century will be an important way for people to communicate with each other. This is followed by large amount of networkrelated softwares which require regular or irregular upgrades so that they can be constantly updated, making its function and performance more perfect. However, there exists a situation that intruders have the possibility to intercept the upgrade packets from the network and analyze the content of the packets to obtain some information of the software, thus having the chance to attack the software, which could make great damages to the software manufacturers as well as the End-Users. So, this paper introduces a way to avoid such situations in the following two aspects: authentication and encryption. Also, speed is another factor that must be taken into account. Moreover, there are various versions for a product, how to manage these different upgrade packets of different versions to avoid confusion is also discussed in this paper.
Reliable and Fast Authentication
According to X.800 and RFC 2828, attacks can be classified in two categories: passive attacks and active attacks [1] . Active attacks involve some modification of the data stream or the creation of a false data stream and can be divided into four categories: masquerade, replay, modification of messages, and denial of service. In this system, masquerade, replay, modification of messages are the main subjects which will be avoided from attacking by the intruders.
First of all, the server should be able to authenticate that the client which is attempting to get some upgrade packets at this moment is the legal one, and on the other hand, the client will also authenticate the server simultaneously. Because an intruder may be disguised as the client to gain the upgrade packets or the server to send some counterfeit upgrade packets to the client which would damage the user's system. There are many ways to accomplish authentication. One method is to use the user name/password scheme, the client first sends its user name and then the password, if the user name matches the password which is stored in the server's data base, then, the client side is confirmed. But this method is of low security, intruders can easily capture the user name and the password from the network, even if the password is encrypted in some way, because they can attack the server by the replay attack method. Another method is to use the public/private key scheme. This way is widely used and there are many famous applications based on it. But these applications are slower if used in this specific application, i.e., upgrade system. So, this upgrade system is also based on the public/private key scheme, but it is much faster without reducing the security. RSA algorithm is used to implement this authentication process.
Secondly, intruders may use the replay attack method to damage the system. Replay attack means that the intruders send the information to the server or client while the information is stored when the legal client is authenticating with the server. For example, messages from an authorized user who is logging onto a network may be captured by an intruder and resent at some time later. Even thought the messages might be encrypted, and the intruder may not know the actual keys and passwords, the retransmission of valid messages is sufficient to gain access to the network. In order to prevent this kind of attack, using a random number could be an easy and fast way to solve this problem. The process of authentication is as follows： Step1: The client connects the server using the server's public key to encrypt its user name, and then sends the encrypted message to the server.
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C E USERNAME = Step2: The server decrypts message by its private key, and looks up the user name stored in the data base, if there is no such a user, then ends this session, otherwise, the server generates a random number and encrypts the user name and this random number by this user's public key, then, sends them to the client.
The client receives this message, decrypting it using its private key, and compares the received user name with its own user name to check whether it is correct, if it is correct, then decrypts the random number, and encrypts the received random number by the server's public key, then sends it to the server.
The server receives the decrypted number from the client, and decrypts it by its private key. And then checks whether this number is equal to the number generated before, if it is correct, the server and the client have authenticated each other. Then go on to transmit upgrade packets.
The above steps could perform authentication reliably and fast. The random number generated by the server is used to prevent from replaying attacks. Each connection between the server and client has a unique number, so intruders have no chance to adopt the replay attack method to deceive the server or the client.
Data Encryption
After the authentication, the server sends the upgrade packets to the client, these messages could be intercepted and captured by intruders, or destroyed by intruders. So, data encryption should be used to prevent such situations. Using asymmetric encryption algorithms to encrypt such large data is a waste of time. In this system, we use symmetric encryption algorithm, triple DES, which is based on DES algorithm to encrypt these upgrade packets.
Triple DES was first standardized for use in financial applications in ANSI standard X9.17 in 1985 [1] , it uses three keys and three executions of the DES algorithm.
The server stores every client's secret key, after the authentication, the server encrypts the upgrade packets by this client's secret key, and then sends these packets to this client. This client decrypts these packets by its own secret key.
Since this secret key is owned by the server and this specific client, intruders without this key can not decrypt these packets. Even if they destroy these packets, the triple DES algorithm can check whether these packets have been changed [2] . So, this secret key is used to encrypt and decrypt these packets, it is very important to keep every client's key secret. Here, we use software protecting system to protect these secret keys. The protecting system combines a programmable hardware key with the ability to encrypt data.
The protecting system can store a secret key in a hardware key, without this hardware, it is impossible to get this secret key. And only by some specific ways can the key stored in this hardware be taken out. So, this hardware can store some very important key, even if the server is intruded by someone, he can still not get this key.
With the help of this hardware, we can make the clients' keys secret by the following way:
First, we make a secret key, and store it in the hardware.
Secondly, we encrypt all the clients' keys by this previous secret key.
So, these keys stored on the server are encrypted, every time the server needs to encrypt these upgrade packets, it first decrypts this key which is used to encrypt packets by the secret key stored in the hardware, and then encrypt these packets by this decrypted key.
Every client has its own key to decrypt the upgrade packets, this key is generated when this system is produced, and this same key should be stored on the server at the same time. So, there is no need to transmit these keys by the network.
Version Management
The product could have many different categories, because some of its functions are common that many users would use, but some other functions are for some specific use. So, upgrade packets of different versions should not be the same, the number to represent the version should not be too long because it would lead to difficulty to manage the version number very well, also, it should not be too brief, for they must have the capability of distinguishing different versions to avoid mixing up of upgrade packets of different versions. So, this system uses three numbers to solve this problem very well. Its tree picture is as follows:
We choose three numbers to represent its version, the advantages of this management is that:
First of all, it is flexible and with no encumbrance. The top number in Figure 1 is the main version number, it is a symbol of a category which contains the upgrade packets of little difference. The product in this category is for some specific uses. For example, this product can be used both in school and government, but these two departments have something different, so the difference is marked from the first number. When there is a new department which will also use this product, it is very easy and efficient to give a place to store the upgrade packets for this new version.
Secondly, the products in the same category could also have something different, these differences may be a little bit more, so, it's wise to disjoin them. For example, the product in the same category may be changed a lot one year after it is first produced, but the products one year ago will also be used, so, the later version should be classified as another one. Two versions have their own upgrade packets and without influencing each other.
At last, the bottom number means some small changes of a product. These changes may be not more, but it is also necessary to send to the users to upgrade their softwares.
So, the version designed like this will be of great efficiency and easily managed.
Implementation
This upgrade system provides a secure way to transmit upgrade packets, with the help of public key and private key, as well as the random number generated every time when there is a new connection, intruders are not able to pretend as the legal server or clients. Also, intruders can not obtain the information of the upgrade packets for these packets have been encrypted before they are transmitted.
On the other hand, although the authentication and encryption processes must be implemented before transmitting upgrade packets, the efficiency is not affected too much. The time taken to authenticate and encrypt is based on the size of the upgrade packets. By several experiments, the packets of size 1 Megabyte will spend approximate one second on the authentication and encryption processes. So, it makes little influence on the efficiency of this upgrade system.
Conclusion
In this paper, a reliable and easy way to authenticate the server and the client has been proposed, also, RSA algorithm could be optimized by the Chinese Remainder Theorem, and the hardware fault caused by the Chinese Remainder Theorem has also been overcame. Then, this paper discusses an efficient and smart way to manage the upgrade packets of the product with many different kinds of versions. 
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