Many problems encountered when building applications of database systems involve the manipulation of models. By "model," we mean a complex structure that represents a design artifact, such as a relational schema, objectoriented interface, UML model, ~r~ DTD, web-site schema, semantic network, complex document, or software configuration. Many uses of models involve managing changes in models and transformations of data from one model into another. These uses require an explicit representation of "mappings" between models. We propose to make database systems easier to use for these applications by making "model" and "model mapping" first-class objects with special operations that simplify their use. We call this capability model management.
Introduction
Many of the problems encountered when building applications of database systems (DBMSs) involve the manipulation of models. By "model;' we mean a complex discrete structure that represents a design artifact, such as an XML DTD, web-site schema, interface definition, relational schema, database transformation script, workflow definition, semantic network, software configuration or complex document. Many uses of models involve managing the change in models and the transformation of data from one model into another. These uses require an explicit representation of mappings between models. We believe there is an opportunity to make DBMSs easier to use for these applications by making "model" and "mapping" first-class objects with high-level operations that simplify their use. We call this capability model management. This paper makes two main contributions. First, it argues that general-purpose model management functions are needed to reduce the amount of programming required to manipulate models. Second, it proposes a data model that captures model management functions. The data model consists of formal structures for representing models and mappings between models, and of algebraic operations on those structures. We present the overall shape of the data model in just enough detail to justify our thesis that general-purpose model management is a worthwhile and achievable goal. We expect the details of the data model will take years to work out.
Despite the functionality advances of relational and OO DBMSs, today's model management applications still include a lot of complex code for navigating graph-like structures. Producing, understanding, tuning, and maintaining navigational code is a serious drag on programmer productivity, making model management applications expensive to build.
To address these problems, we propose raising the level of abstraction beyond current DBMSs, by introducing high-level operations on models and model mappings, such as matching, merging, selection, and composition. These operations are not especially novel. There is research literature on each of them, in the DB field and elsewhere, much of which is relevant to the design and implementation of model management functions. We believe they can and should be generalized and integrated, to support a generic model management interface.
To illustrate the pervasiveness and scope of model management, we offer some examples of models and model mappings that arise in various applications:
• mapping an XML schema of one application to that of another in order to guide the exchange of XML instances between the applications;
• mapping a web site's content to its page layout in order to drive the generation of web pages;
• mapping data sources into data warehouse tables in order to generate programs that transform production data and load it into a data warehouse;
• mapping the DB schema of one software release into that of the next release, to guide the migration of DBs;
• mapping source makefiles into target makefiles in order to drive the transformation of make scripts and thereby help port complex applications from one programming environment to another; and
• mapping the components of a complex application to the components of a system where it will be deployed in order to drive the generation of installation, upgrade, and de-installation programs.
By building generic functions to create models and mappings and manipulate them as single objects, we can provide a better environment for the above tasks.
At least initially, we expect that a model management system would primarily manipulate models whose home is on other platforms. Such a target platform could be another DBMS, a web site, an XML environment, a programming environment, etc. The glue between the systems is provided by simple adapters that (1) import or export a model in the model management system from or to a schema in the target platform, or (2) interpret a mapping in the model management system to transform instances of one target model to those of another. One of the many challenges in this area is to find appropriate architectures for coupling these systems.
The leverage of building model management functionality is that it is highly generic and therefore widely applicable. Still, to be competitive with more customized approaches, it must be specializable so it can exploit the semantics of a particular data type (e.g., SQL). Making it both generic and easily specializable is another challenge.
Model management applications are usually considered examples of "metadata management," where most of the effort in building the application is in manipulating descriptions of a thing of interest, rather than the thing itself. We intentionally avoid using the term metadata because it is so overloaded. One person's metadata is another person's data. Are keywords data or metadata? Model management takes a different cut at the problem. It focuses attention on a particular kind of metadata, structure and mathematical semantics of descriptive information. We see much leverage to be gained looking at this kind of metadata in isolation.
In describing the data model, we focus on structure and semantics. Although we have little to say here about its implementation, we emphasize that we see model management being implemented on top of advanced DB systems and logical inferencing engines. It is not a replacement for these technologies.
We begin with a scenario in Section 2, which both motivates the need for a coherent system and describes some of the models and operators that such a system should provide. In Sections 3, 4, and 5 respectively, we discuss the formal structure of models, mappings, and operations. Finally, in Section 6 we discuss how previous work relates to a model management system and how it can be used to tackle some of the many open questions.
An extended version of this paper appears in [BLP00].
A Motivating Scenario
We begin by describing a scenario in which a model management system would play a central role and considerably reduce the coding burden of the application. We refer here to several model management operations whose semantics will be elaborated later.
Consider an online merchant selling books. The data about its titles, customers, and orders are stored in a relational DB, whose schema is represented as a model, rdbl. The relational data is mapped into an XML DTD, dtdl, to serve the data onto their web site and to share data in a marketplace of online merchants. The DTD conforms to the standard recommended by the marketplace participants. Denote the mapping from rdbl into dtdl by raapx.
In a model management system, rdbl, dtdl, and map1 would be represented as first class objects. One scenario is that the company starts a partnership in a slightly different domain (e.g., CDs) with another online merchant, which exports its data in dtd2. In this case, the DTDs of the two companies differ; while they both talk about customers and orders, one has DTD elements concerning books while the other concerns CDs. Suppose our task is to create a relational schema rdb2 for the data from the CD merchant. We will do this by using model management operators to create the model for rdb2. In this case, we could proceed as follows (see Figure 1 ):
1. For the parts of the DTDs that match exactly, use the inverse of raapl to create rdb2. We do this in three steps, using the operations on models and mappings: (a) Use the generic model matching function Match to create map2 = Match(dtdl ,dtd2), which is a mapping from dtdl to dtd2 that identifies the maximal subsets of the two DTDs that exactly match. (b) Create rrtap3 = rnapx o map2, the composition of map1 and map2, from rdbl to dtd2. Since rnal~ includes only exact matches, raap3 maps only to the subset of dtd2 that exactly matches dtdl.
(c) Set <map4, rdb2> = DeepCopy(map~'l), which creates a new copy of rnap~ 1 and rdbl, called raap4 and rdb2 respectively. It is "deep" in the sense that it copies not only objects in map~ "1 but also the objects that map~ "1 connects to in rdbl.
2. For the parts of dtd2 that don't match dtdl, use a default mapping from DTDs to relational schemas. Using our operations, this can be done as follows: Other model management operations can be useful in complications of the above situation:
• If there are differences even in the common parts of the DTDs, we would like the match function to propose a set of possible matches between the two DTDs and rank them. The engineer can then choose the appropriate one and, possibly, modify it manually. The system should also be able to take input from the engineer that constrmns the possible matches between the two DTDs.
• After creating rdb2, we have two separate relational DBs for the two companies. Suppose that later on, one company acquires the other, and therefore wants to merge their DBs. In this case, we would like a Merge(rdbl ,rdb2) operation to propose a relational schema that merges the original ones. This is more complex than 2(c,d) above, because the DB schemas are probably not disjoint and may have different internal structure. Furthermore, we would like the system to automatically generate a mapping from the old schema to the merged one, to facilitate the migration of applications to the new merged company.
• There may be several possible mappings from XML DTDs to relational schemas. In this case, instead of using Default(dtd,rdb), we may try several mappings and pose what-if queries on their results. In particular,
we would want to estimate the cost of processing certain queries on the resulting schemas, using a generic function Estimate(queries, schema).
Companies are facing an increasing need to share data with others in various contexts, especially with the growth of business-to-business online applications. Hence, these operations are becoming more important all the time.
The above scenario might sound like pie-in-the-sky that is hopeless to achieve. For example, it sounds extremely hard to develop a generic algorithm that finds the best match of two distinct models or that inverts an arbitrary mapping. But optimal and complete algorithms are not essential ingredients for success. Success would be realized by a platform for manipulating models and mappings using high level operators that users can further customize manually. Since there are many published, mostly-heuristic algorithms for all the above operations (cf. Section 6), this goal seems well within reach.
Models
This section describes a first attempt at a data model for model management. We begin by discussing models. In the next section we discuss mappings between models.
At an abstract level, we think of models as labeled directed graphs. An object-oriented data model is therefore the natural platform on which to define model management functions. Almost any object model will do. In this paper, we use the following simple one: Each object has a set of scalar-valued properties whose values describe the state of the object. Each object also has relationship properties, each of which contains a set of binary relationships. Each relationship is a pair of object references directed from its origin object to its destination object, but it can be traversed in either direction. As in ODMG [CCB+00], relationships are not first-class objects.
We assume each object is an instance of a class. Each class definition describes the set of properties and relationship properties that are defined for instances of that class. Since relationships are binary, each relationship property definition has an inverse relationship property definition on the class to which it connects and is labelled as either the origin or destination side.
We assume that class definitions are objects. This makes the data model self-describing. Thus, a model can be a mixture of class definitions and ordinary objects.
We use database to refer to a set of objects of interest. It may or may not be persistent.
Model contents: A model is a composite object containing objects and relationships. Which objects and relationships? We could make this explicit by representing a model by a particular object that has a relationship to every object in the model. But this is inconvenient, since every time a submodel is added to a model, a relationship would have to be added from the model object to every object in the submodel. To avoid this, we use ordinary relationships in a model to define the contents of the model.
We could say that a model is simply the set of objects reachable from its root. Thus, when adding a relationship from an object in a model to some submodel, all of the objects in the submodel immediately become part of the model. Unfortunately, this doesn't quite work, because some relationships are between pairs of objects in different models. Our solution is to distinguish between relationships that imply containment within the model from those that do not. This is similar to the representation of complex objects in some OO DBMSs. A model, then, is the transitive closure of containment relationships emanating from the model's root. Formally, we assume that each relationship property definition in the schema includes a containment flag, which is set to True for containment relationships, and we define a model as follows: Definition 1 A model is a set of objects O that is identified by a root object, r in O, such that O -{r} is the set of objects that are reachable by following containment relationships from r.
[] In our experience, it is worth restricting the containment flag to be settable only on the origin side of a relationship property, and to require that containment relationships in a model constitute a directed acyclic graph [BBC+99] . This makes containment correspond to the intuitive notion of set containment. It simplifies the maintenance of a materialized closure, which enables the content of a model to be identified efficiently [DS00] . We expect it also simplifies algorithms for propagating delete, copy and other operations on models (cf. Section 5.1).
Challenge 1 Develop a mechanism for representing models and for storing these representations. One key issue is how much of a model's semantics is expressed in its representation. For example, an integrity constraint for a relational schema can be represented as a stnngvalued property, or as a logical formula whose structure and interpretation is known to the model management system. Another issue is how much of the semantics of the model to describe. Storing and indexing models also raises challenges. Different storage schemes can be devised for building a model management system over an OO, object-relational or other DBMS. 13
Mappings Between Models
A key goal of model management is to provide support for managing change in models and for mapping data between different models. Hence, we believe it is crucial that model mappings be manipulated as first-class citizens. Before describing our representation of model mappings, we outline the key elements underlying our approach to modeling mappings.
• We need to manipulate model mappings much like we manipulate models: copy a mapping, delete a mapping, select from a mapping, etc. To avoid defining separate elementary operations on mappings, we require that a mapping be a model. This also allows us to have mappings between mappings.
• A mapping consists of connections between instances of two models, often of different types (e.g., a mapping between a relational schema and an XML DTD).
While we could allow a mapping to connect more than two models, this adds complexity to the data model and is unnecessary for the applications we know of.
• There may be more than one mapping between a given pair of models. For example, two different mappings between a relational schema and an XML DTD can represent two different ways to encode instances of the relational schema as instances of the DTD.
• A mapping may relate a set of objects in one model to a set of objects in another via a language for building complex expressions. For example, a mapping between relational schemas M1 and M2 may specify that view Vi over M1 corresponds to view V2 over M2, where the view definitions are part of the mapping. Moreover, a model may have an associated language for building expressions over elements in the model, such as a query language or arithmetic expressions.
• Mappings must be able to nest. This enables the reuse of mappings: a mapping on a model M to be used as a component of a mapping on models that contain M.
Given these points, we define model mappings as follows:
Definition 2 A model mapping map from a model M1 to a model M2 is a model where:
1. map has a distinguished root element that has two single-valued relationship properties, domainRoot and rangeRoot, which point to the root objects of M1 and M2, respectively. These properties identify the models being related by the mapping. Although a mapping must be a model, the definition of mapping says nothing about the mapping's containment relationships. This degree of freedom is appropriate because different applications will want to structure mappings in different ways. For example, a mapping between two very similar XML DTDs could mimic the structure of the DTDs being related. By contrast, a mapping between two highly dissimilar DTDs might be flat, where all objects in the mapping are children of the root, since the mapping is not preserving much of the DTDs' structure. [] An immediate advantage of the explicit representation of models and mappings is that it allows us to pose queries such as "Find all attributes in the XML DTD that map to members of keys in the relational model." Since we are formulating our model as a graph, we can answer essentially any queries that follow regular expressions. This is similar to OQL and many XML query languages.
Each object in
The property Expr is a placeholder for specifying semantic details. We do not require a specific representation of the mapping's semantics. It could be a string, or it could be the root object of a complex structure that represents the expression. This raises the following challenge:
Challenge 2 Find appropriate representations of model mappings that trade off expressiveness of semantics with the goal of keeping operations generic across a wide set of model types.
[] Directionality of mappings: A mapping is directional if it specifies how to transform data from its domain to its range. Some operations require mappings to be directional, such as some kinds of composition. Others do not, such as differencing. We therefore defined mappings so that they can represent directionality but do not require it. To help manage directionality when it is required, we envision an orientation operator that takes as input a mapping and produces a directional mapping from its domain to its range whenever possible (and returns the best approximation otherwise). The issue of directionality raises another model management challenge, which can be instantiated for different model and mapping types:
Challenge 3 Develop an algorithm that given a mapping m between two models M1 and Ms produces the best directional mapping m ~ from Mx to Ms. 1:3
Operations on Models
Recall that our main goal in creating a data model for model management is to reduce the amount of programming required to manipulate persistent models. We do this by defining a set of high-level algebraic operations on the two main structures of interest, models and mappings. We have two requirements for these operations. First, each operation should return a model, so that operations can be composed. Second, each operation should be generic, so it works for any type of model or model management application. The overall challenge is:
Challenge 4 Design an algebra of useful, composable operations on models. Consider combinations of operations as well as efficient implementations. D
Elementary Operations
Standard operations are needed to manipulate models, such as create, update, delete, select, project, setDifference, applyFunction and copy. Their definitions are fairly standard, but see [BLP00, BR00] for some additional wrinkles introduced in the context of model management. A particularly interesting operation is model enumeration. Although our goal is to capture as much model management functionality as possible in set-at-a-time operations, there will undoubtedly be times when the objects of a model need to be navigated one-by-one. Since a model is a set of objects, one could navigate it using the data manipulation language of the underlying DBMS. However, we can offer a simpler interface by defining an bridging the programming gap between models and objects within models. Enumerate takes a model, M, as parameter plus directives regarding the order in which objects should be traversed. It returns a cursor object, which can be used by get-next operations. There are many useful directives that Enumerate could offer, such as depth-first vs. breadth-first and pre-order vs. post-order traversal.
Enumerate should use the containment relationships to guide the traversal, to avoid straying outside the model. It is conceivable to use non-containment relationships instead, but this introduces a potentially expensive model membership test as each object is returned by a get-next.
Matching and Differencing
Since many applications of model management involve tracking changes in models, a key operation to consider is one that accepts as input two models, and returns the mapping that describes the best match between them. Unlike the operations described in the previous section, the output of a match operation is often just an educated guess made by the system, based on examining the schema and integrity constraints of the models, or by inspecting data instances of the two models. Such a guess gives an engineer a starting point for designing a best match.
There are different flavors of the problem of finding matches between models, depending on whether they focus on the commonalities or on the differences.
1. Find the best mapping between two models. In Section 2, we used such an operator to find the parts of two DTDs that match.
2. Find the difference between two models. This is basically the same as matching, except that the answer needs to highlight the differences.
3. The engineer may wish to find a best match that is consistent with a priori knowledge about the mapping. In some cases, the knowledge may concern which objects in one model should not be mapped to the other model.
For example, a designer may know that "phone number" in one schema means home phone while in the other it means business phone.
4. We may already have a partial mapping ra between models M1 and M2 and would like the system to find the best complete mapping that extends m.
To summarize, the following is a key model management challenge, predicated on the specific type of model.
Challenge 5 Develop algorithms for finding the best matches between two models. Specifically, given two models M1 and M2, and a partial mapping m that specifies a pfioti knowledge about the mapping from M1 to M2, find an extension rn t of m that is the best complete mapping from M1 to M2.
[] Matching: A Match operation should be genetic, so it can apply to any type of model. One approach is to obtain a generic Match by encapsulating object mapping critetia in a similarity relation, "~, over pairs of objects. A simple semantics for ~ is type and value equality. We can define a Match operation that takes as input two models and a ..~ relation and produces a mapping that is consistent with _~. Each object in the mapping returned by Match should include an expression that describes how the domain and range objects are related. Ideally, we would like a generic Match algorithm that treats the mathematical system as a black box that it calls to generate a formula (e.g., a view definition) whenever it identifies a combination of domain and range objects that match. Or, we may need a repertoire of Match algorithms, each customized to a particular formal system.
The result of Match could be flat where all objects in each mapping are children of the root. More likely, a user would want a mapping to mimic the structure of the models being matched. By mimicking the model structure in the mapping, an application can more easily navigate the mapping systematically.
Challenge 6 What are good structures for the result of matching models that have different structure?
[]
Differencing:
The differencing operation is essentially a Full OutorMatch, since the latter identifies objects that appear in one model but not the other, i.e., were inserted or deleted. The expression in each object of the map returned by Full OuterMatch is still some form of equivalence that explains how the domain and range objects are related. For example, the expression may say that domain and range objects represent the same conceptual object, but some of their property values or relationships differ. Such an expression has the same meaning as an ordinary Match, where sameness rather than difference is being emphasized. However, it may be desirable to phrase the expression in a way that emphasizes difference rather than sameness. If a mapping object has an empty domain or range, then presumably its associated expression is null.
Challenge 7 Should Diff a separate operation or a specialization of OuterMatch? Is there a useful way to express a transformation sequence as a model? Should script generation be encapsulated as a genetic operation? O
Merge
Merging is the activity of moving the content of a target model into a source model. If the source and target models are disjoint, this amounts to taking the union of the source and target models and assigning it to the source model. In this case, if the roots of the source and target are identical or if they are merely placeholders under which to hang the model, then merging can be achieved by connecting the root of the target model with the children contained by the root of the source model. That is, the effect of Merge(M1, Ms) is to make a copy of all of the outgoing containment relationships from the root of M2 and connect them to the root of M1. For example, this semantics would satisfy the needs of steps 2(b) and 2(c) in Section 2. When the source and target are not disjoint, Merge faces several issues:
1. Avoiding the creation of duplicate copies of source objects that are already present in the target, and choosing property values for such objects when the source and target state differ, 2. Inserting source objects and relationships that are not present in the target.
3. Possibly deleting target objects and relationships that are not in the source.
Addressing these issues in a generic Merge operation is hard, because many variations are possible, depending on assumptions about the structures being merged. One way to address them is to have Merge take a third parameter which is a delta of the target and source, and use it to drive the merge activity, following the interpretation presented for the definition of potential delta. 
Mapping Composition
Composition of mappings is relatively easy to define for mappings that are single-valued functions, since ordinary function composition semantics works well. However, we want the result to be a model, so we need containment relationships that connect the objects in the resulting mapping. One approach is to use the containment relationships of one of the two mappings involved in the composition. Both semantics appear to be useful, so variations of the composition operation are needed for each of them (see [BRO0] for details). Finally, many interesting questions arise when mappings relate complex expressions over the two models, and when we consider composition of non-directional mappings.
Related Work
Model management is not an isolated area of research. The DB literature already deals with many aspects of the problem. Model management offers opportunities to extend these works in new directions. This section describes how some of that work fits into the overall vision. 
Platforms for model management systems: Many of

Final Remarks
In this paper, we presented an outline of a data model for model management, which has two main abstractions
• model, which captures the structure of engineered information artifacts, such as database schemas, interface definitions, XML DTDs, web site designs, semantic networks, complex documents, and software configurations, and
• mapping, which captures relationships between models such as transformations and matchings.
The data model includes high-level set-oriented operations that manipulate models and mappings as first class objects, such as copy, select, delete, apply-function, enumerate, compose, match, and merge. These operations should greatly reduce the amount of code required for applications that manipulate models and mappings. Moreover, they should enable people to write model manipulation applications that today seem too daunting. A modem database system supporting object-oriented or object-relational functions should be a very suitable platform on which to implement a model management data model. However, producing such an implementation is not a cake walk. As pointed out in this paper, there are many technical challenges in developing a generic, customizable and efficient implementation. Long term, we expect that a solution to these challenges will result in a substantial layer of software that we can properly think of as a new kind of database system.
Applications that manipulate models are complicated and hard to build. By implementing genetic model management functionality along the lines presented in this paper, the database field stands a good chance of improving programmer productivity for these applications by an order of magnitude. It is an exciting prospect.
