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Abstract--Permutations and combinations of n objects as well as the elements of the dihedral group of 
order 2n (i.e. flips and rotation of an n-gun) are represented as nodes of trees. The algorithms for 
generating the nodes and traversing the trees are illustrated using flowcharts and specific walk-throughs 
for given values of n. Any programming language that allows recursive calls can be used to implement 
these algorithms. 
1. INTRODUCTION 
The blend of traditional algebraic topics, such as permutation and dihedral groups, with concepts 
borrowed from computer science, such as trees and traversal algorithms, are mutually beneficial 
and enhancing. In the outline below, trees are used to represent permutations, combinations and 
the elements of dihedral groups. The algorithms for generating the nodes of these trees are quite 
interesting and are illustrated with specific examples and "walk-throughs". Such representations 
and algorithms can be readily implemented on a computer in any programming language that 
allows recursive calls [1, 2]. 
2. PERMUTATIONS 
Consider the "permutation tree" of three generations hown below: 
12 21 
125 3t2 231 213 324 132 
Note that the n th generation consists of the n ! permutations of the first n integers. The siblings 
in any family are obtainable from each other by shifting the elements to the right and moving the 
last element o the first position--or simply adding 1 to each element and taking the result rood 
n. To obtain the (n + 1)th generation from the nth we adjoin the integer n + 1 to each of the leaf 
nodes of the n th generation and then shift each of the new nodes n times to obtain the n + 1 
siblings. For example to go from the second to the third generation: 
(1) adjoin 3 to each of the two leaf nodes, 
1 
A 
12 21 
1 
A 
12 21 
I I 
1 23 213 
63 
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and 
(2) shift each new node two times 
12 21 
123 312 231 213 321 132 
The algorithm for generating this tree is depicted in the flowchart in Fig. 1. The parameter in
parentheses corresponds to the generation i the permutation tree. 
For n = 3 the path taken by the flowchart and output obtained would be as follows: 
perm(1 ) {initial call} 
perm(2) 
perm(3) 
print {outputs [1 2 3]} 
rotate {yields [3 1 2]} 
perm(3) 
print {outputs [3 1 2]} 
rotate {yields [2 3 1 ]} 
perm(3) 
print {outputs [2 3 1]} 
rotate {yields [1 2 3]} 
end 
end 
end 
print {outputs [1 2]} 
rotate {yields [2 1 ] } 
perm(2) 
perm(3) 
print {outputs [2 1 3]} 
rotate {yields [3 2 1 ] } 
perm(3) 
print {outputs [3 2 1 ] } 
rotate {yields [1 3 2]} 
end 
end 
end 
perm(3) 
print {outputs [1 3 2]} 
rotate {yields [2 1 3]} 
end 
print {outputs [2 1]} 
rotate {yields [1 2]} 
end 
print {outputs [1] } 
rotate {yields [1 ]} 
end 
Slight variations of these representations and algorithms can be use to generate the combinations 
of n integers taken i at a time or the elements of the dihedral group of order 2n. 
3. COMBINATIONS 
The "combination" tree below is somewhat similar to the permutation tree although not 
balanced: 
/ \  i 
12 
/ \  
123 124 
I 
1234 
13 14 23 24 34 
I I 
134 234 
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This tree represents the combinations from the first four integers. The ith generation shows the 
combinations taken i at a time. The last sibling of any family includes the integer 4 in the 
combination. If a node is not the last sibling we obtain the next fight sibling by adding 1 to the 
last member of the combination represented by the node. Note that the last sibling in any family 
has no children. The generating algorithm for this tree is depicted in the flowchart in Fig. 2. In 
this case the parameter in square brackets is a set or combination rather than an integer. 
Comb Es]~ 
Prln"c 
combinotlon 
S 
comb [sib] 
I 
I comb[chiLd3 
I (.o~) 
Fig. 2 
end ) 
66 B, J. ARNOW 
For n = 4 the path would be as follows: 
comb [1 ] 
print 
comb[2] 
print 
comb[3] 
print 
comb[4] 
print 
end 
comb[34] 
print 
end 
end 
comb[2,3] 
print 
comb[24] 
print 
end 
comb[234] 
print 
end 
end 
end 
comb[12] 
print 
comb[13] 
print 
comb[14] 
print 
end 
comb[1 34] 
print 
end 
end 
comb[123] 
print 
comb[124] 
print 
end 
end 
end 
end 
{initial call} 
{outputs [1 ]} 
{outputs [2]} 
{outputs [3]} 
{outputs [4]} 
{outputs [34]} 
{outputs [2, 3]} 
{outputs [24]} 
{outputs [234]} 
{outputs [12]} 
{outputs [13]} 
{outputs [14]} 
{outputs [134]} 
{output [123]} 
{output [124]} 
comb[1 234] 
print {output [1234]} 
end 
4. ELEMENTS OF  THE D IHEDRAL GROUP 
Recall the dihedral group of order 2n is the set of "rotations" and "flips" of a regular n-gon. 
These permutations of the vertices can be obtained by beginning with the two permutations 
[I 2 . . .  n] and In n - 1 n - 2 . . .  1] and applying the techniques above. Shifting the former generates 
the n rotations of the n-gon, while shifting the latter represents he n flips. This is illustrated, for 
n = 4, by the trc¢ below. The n th generation represents he elements of the dihedral group of order 
2n in which the left set of siblings are the rotations and the right set are the flips: 
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Rototions I FLips 
12 21 
123 312 231 321 1:32 213 
1234 4123 3412 2341 4321 1432 2143 3214 
The algorithm for generating these nodes involves aslight modification of the first one considered 
for generating the permutations of n elements. The difference in the trees is that the representation 
of the dihedral elements restricts children to the first sibling in each family after the second 
generation. 
The algorithms considered above generate and print the nodes of trees representing permuta- 
tions, combinations and dihedral elements. Once these nodes are generated they could be stored 
and used in the many mathematical pplications in which these structures play a role. 
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