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El procés d’enginyeria del software, passa per diferents fases, una d’elles, es la implementació del 
model de dades dissenyat.  
En aquest punt, es busca una representació de l’esquema dissenyat, en una estructura de dades 
emmagatzemades a disc dur, que més tard serviran per abastí d’informació el nostre sistema. Aquesta 
implementació ha de complir dos requisits bàsics, la correctesa/integritat del model, es a dir, el model 
fet servir, ha de ser consistent, sense errades i evitar les incongruències amb una estructura de dades 
sòlida que no permeti ni ambigüitats, ni dades sense referència o amb falta d’informació, en segon 
lloc, ha de ser representatiu del model concret que es tracta en cada cas, ja que dos models correctes 
no tenen perquè representar la mateixa informació. 
De la mateixa manera que dos esquemes, sent correctes tots dos, representen punts de vista diferents, 
un mateix esquema conceptual, pot ser representat per més d’un esquema de dades, fent que el pas 
d’un punt al següent, no sigui directe, a causa de les diferents formes en les que podem representar 
una mateixa estructura d’informació. 
Com podem imaginar, la importància d’aquest pas, es màxima, ja que tot i fer un gran disseny que 
representi perfectament en nostre mon real i una programació del software que tracti molt eficaç i 
eficientment les dades obtingudes, no serveix de res, si la part més lenta i costosa (els accessos a 
disc), comporten un cost afegit per culpa d’una mala elecció en la representació de l’esquema de la 
base de dades.  
Per aquest motiu, es important a l’hora de dur a terme aquest pas, estudiar totes les representacions 
possibles de l’esquema, observant quins avantatges i inconvenients comporta cadascuna, tant per el 
tipus d`esquema a representar, com per el tracte que esperem fer-ne a posteriori o la forma en que el 
SGBD concret, gestiona les dades que conté. 
Sota aquest estudi i com afecta aquest en les decisions per a cada cas, es basa l’assignatura DABD 
(Disseny i Administració de Bases de Dades), on s’estudien mètodes per passar el nostre model teòric 
a disc, i estudiar  de forma objectiva, quina es la implementació òptima. 
Aquesta transformació de model, es du a terme, transformant a llenguatge SQL, els diagrames de 
classes dissenyats en UML. Si tenim en compte que els dissenys UML, són diagrames gràfics i SQL 
es un llenguatge descriptiu, es fàcil veure la dificultat que aporta veure a primer cop d’ull com cal 




representar l’esquema o si ja el tenim, quines són les decisions que s’han pres en cadascun dels punts 
que s’han traduït. 
Es tanta la diferencia entre els dos llenguatges, que les representacions que es fan servir en un, poden 
no tenir representació en l’altre, concretament parlem d’algunes característiques dels esquemes UML, 
que SQL no es capaç de representar, com poden ser: generalitzacions, classes associatives, 
associacions de més d’una classe de forma simultània o marcar quina es la multiplicitat de la que 
disposa una classe en una relació concreta.  
  




2. Introducció a UML 
 
Les sigles UML (Unified Modeling Language), fan referència al llenguatge estandarditzat, per la 
especificació software. Aquest estàndard, esta recolzat per la OMG (Object Management Group) i és 
un dels llenguatges més usats en l’actualitat. 
 Les dues principals característiques de UML, són la possibilitat de dissenyar tota la lògica de negoci, 
des de les actuacions i feines del personal implicat, com l’ interacció que aquests han de tenir amb el 
sistema o l’estructura de dades que representa el domini i escenari de negoci. La segona de les 
característiques del llenguatge, és la visualització, ja que totes les representacions es porten a terme 
de forma gràfica, facilitant tant la feina de generació, com el manteniment del software, ja que és fàcil 
reinterpretar un esquema dissenyat temps enrere. Aquest segon punt, també es un gran avantatge en 
quant a la comunicació amb el client, ja que aquests, poden interpretar els dissenys, tot i no ser 
especialistes en el tema, provocant que el resultat final sigui més ajustat a les necessitats i problemes 
que s’han de solucionar. 
Com ja hem dit anteriorment, UML ens permet generar esquemes i estructures referents a moltes de 
les etapes del procés d’enginyeria del software, però en el cas que ens porta aquest projecte, ens 
centrarem en els diagrames de classes. Aquests diagrames, intenten representar de forma gràfica i 
orientada a objectes, l’estructura de les dades del domini o sistema, amb les seves entitats, els atributs 
i operacions que les formen i les relacions que hi ha entre elles. 
Aquest esquema de classes, ens permet, més enllà de les dades físiques i reals del món, representar el 
sistema de forma organitzada en quant a les dades que el formen, i per tant les que posteriorment 
hauran de ser emmagatzemades i gestionades per el nostre software. Tot i que per mantenir i tractar 
aquestes dades, en la majoria dels cassos sigui necessari un SGBD, els diagrames de classes UML, no 
ho tenen en compte, definint un llenguatge propi per aquestes dades, provocant que de cara al nostre 
disseny, la implementació final sigui indiferent i ens puguem abstreure a un nivell més alt de 
conceptualització. 
Per poder conèixer millor aquests esquemes, cal que entenguem els conceptes bàsics del llenguatge. 
En primer lloc, l’entitat més bàsica, es anomenada classe i representa un objecte, amb els seus atributs 
(característiques) i operacions (les operacions son aquelles accions que podem fer sobre l’objecte). En 




les imatges 1.0 y 1.1, podem observar com es l’estructura gràfica que representa una classe i un 
exemple per aclarir la seva relació amb una representació real.  
 
Il·lustració 2.1 Classe genèrica 
 
Il·lustració 2.2 Exemple “Persona” 
Com hem vist, les classes son les entitats que representen un tipus d’objecte, però els objectes 
concrets de cadascuna de les classes (com podria ser en “Joan Manel” dins de la classe “Persona”), es 
coneixen com instancies, es a dir, cada instancia d’una classe, fa referència a un objecte concret i 
conegut del tipus d’objecte al que pertany. 
Per saber, en que ens basarem donat un tipus d’objecte, per identificar concretament cadascuna de les 
seves instancies, cal que definim quin dels atributs o conjunt d’atributs que formen part de l’objecte, 
l’identifiquen personalment. Exemple: en el cas d’un cotxe, podríem identificar una unitat concreta de 
cotxe, amb el seu número de bastidor o la matricula. Es imprescindible com hem vist en el exemple 
anterior, que l’atribut amb el que volem identificar les instancies d’una classe, sigui un atribut sense 
repetits ni valors nuls, ja que en cas contrari no podríem diferenciar les diferents entitats que tenen el 
mateix valor en l’atribut que els representa (exemple, el color d’un cotxe, no ens permet saber quin 
cotxe concret és, ja que hi ha molts cotxes amb el mateix color, i per tant l’atribut “color”, no pot ser 
identificador de la classe “cotxe”). Juntament amb aquest atribut, que es conegut com a clau primària, 
existeixen les claus candidates. 
Les claus candidates, son totes aquelles amb les que podem identificar l’objecte i que per tant poden 
ser escollides com a claus primàries, en l’exemple que hem vist, la matricula i el número de bastidor 
eren les dues claus candidates, fins el moment en el que decidim quina d’elles serà la que es farà 
servir com a clau primària. En el cas de les claus candidates, podríem dir que la combinació de més 
d’una clau, també es clau primària, es a dir, podríem identificar el cotxe, farem servir la combinació 
de matricula i número de bastidor, però això ens aportaria massa complexitat, ja que per comprovar 




que les instancies no es repeteixen, el sistema hauria de comprovar més atributs dels necessaris amb 
els conseqüents problemes de rendiment que això pot portar. 
Gràficament, la clau primària, s’identifica subratllant l’atribut o grup d’atributs que la composen, tot i 
que a l’hora de la veritat, la integració que s’espera del diagrames de classes amb les eines de 
programació, entra en conflicte, ja que també es fa servir la mateixa nomenclatura per marcar aquells 
atributs que son de tipus privat i que per tant no es coneixen fora de l’objecte en el que es troben, de 
manera que la majoria d’eines UML, identifiquen aquestes claus primàries com el que es coneix com 
estereotips, on posant <<PK>> davant del nom de l’atribut, l’identifiquen com a clau primària. 
 
Il·lustració 2.3 Clau primària “Persona” 
 
Pensant en l’hora d’implementar el model, UML, ens permet donar característiques i propietats als 
atributs i operacions que formen una classe, de forma que sapiguem com es farà la representació 
d’aquests atributs o operacions, es a dir, amb quin tipus de dada es representarà cada atribut (enter, 
real, alfanumèric...) així com si permet més d’un valor per el mateix atribut, si es permeten valors 
iguals per un mateix atribut entre instancies diferents o si aquest, igual que les operacions, es de tipus 
públic o privat. En el cas de les operacions, ens marca quins paràmetres la formen o si retorna algun 
valor i de quin tipus és. 
 
Il·lustració 2.4 Atributs amb tipus 
 
Un cop tenim definides les classes, amb els seus atributs, operacions, característiques i les instancies 
que les formen, cal parlar de com es representen les relacions que existeixen entre els diferents 




objectes representats. En UML, es més correcte parlar d’interrelacions, tot i que habitualment ens 
trobem el concepte expressat com a relació, a causa d’una mala traducció de l’anglès relationship. Les 
interrelacions, poden ser de molts tipus, i podríem separar-los en dos blocs principals, els que 
relacionen objectes independents i els que vincules els objectes de tal manera que estableix entre ells, 
no només una relació, sinó una dependència. 
Començarem parlant d’aquelles interrelacions que simbolitzen una relació sense dependència entre 
objectes. Aquestes interrelacions, poden unir dos o més objectes, com per exemple una persona que 
treballa a una empresa (figura 2.0).  
 
Il·lustració 2.5 Interrelació binària 
 
En aquestes interrelacions, també es poden establir multiplicitats. Les multiplicitats, es la manera en 
la que podem restringir la forma en que es relacionen els objectes, en quant a número d’ instancies de 
l’altre objecte poden tenir o han de tenir relació amb  cadascuna de les instancies del primer objecte. 
Per exemple, una persona concreta (en Pep) pot tenir varis comptes bancaris o pot no tenir-ne cap, 
però un compte bancari concret, ha de tenir com a mínim un titular. Aquest tipus de restricció la 
marcaríem en el diagrama, amb un * en el costat del compte bancari, indicant que una instancia de 
persona pot tenir qualsevol quantitat de contes, i posant un 1..* al costat de la classe “Persona”, per 
indicar que un compte bancari concret, pot tenir qualsevol número de titulars com a màxim, però que 
com a mínim n’ha de tenir 1. 
 
Il·lustració 2.6 Multiplicitats en interrelació binària 
 




Les interrelacions, també poden formar-se entre més de dos classes, per fer-ho cal que indiquem la 
unió entre les diferents classes amb un rombe en el centre de la relació, d’on surten les línies que van 
a cadascuna de les classes implicades. Un exemple d’aquesta relació seria la que es podria formar 
entre “Persona”, “Hotel” i “Data”, ja que donat un hotel concret i una persona concreta, aquesta pot 
realitzar reserves en varies ocasions, de manera que, com a UML, no podem repetir interrelacions 
entre dues instancies concretes, si aquestes, ja han estat relacionades anteriorment entre si (a la 
mateixa relació), només podem guardar un històric de les reserves efectuades per aquesta persona en 
un mateix hotel, si emmagatzemem la relació afegint la data en la que s’ha fet la reserva. 
 
Il·lustració 2.7 Relació ternària 
 
En el cas que es mostra, com a exemple de ternària, podem observar que igual que en el cas de la 
binaria, podem afegir multiplicitats, amb la diferencia que per establir la multiplicitat d’un extrem, cal 
que mirem la relació a partir de la resta d’entitats involucrades, per exemple, per veure l’asterisc de 
Data, ho hem de llegir pensant en que una persona concreta, per a un hotel concret, pot realitzar 
reserves en * dates. 
De la mateixa manera que hem representat la relació entre tres classes, es pot representar sobre 4 o 
més entitats. 
També existeix la possibilitat d’ interrelacionar una classe amb sí mateixa, aquest, es el cas en que les 
instancies d’una classe, que tenen relació amb objectes del mateix tipus. Exemple: en la classe 




“Persona”, en podem trobar una interrelació del tipus “germà” (en Pep, que es una persona es germà 
de la “Maria”, que també es membre de la classe “Persona”).  
Aquestes interrelacions, coneguda com interrelació reflexiva, es representen, dibuixant una línia que 
surt de classe i arriba a la mateixa classe. 
 
Il·lustració 2.8 Interrelació reflexiva 
 
En aquest tipus de interrelació, també es poden indicar multiplicitats, per indicar quina quantitat 
d’instàncies poden estar relacionades amb una altre instancia del mateix tipus. Per exemple, en el cas 
d’una relació pare - fill, donada una persona, pot tenir com a màxim un pare, però donat un pare, pot 
ser pare de tantes instàncies com sigui. Afegit aquest punt, es fàcil veure que aquest tipus de relació 
poden portar molts problemes, ja que l’UML, no dona eines per restringir les interrelacions entre 
instancies. Si ens centrem en el cas del pare i el fill, no ens dona cap forma d’evitar que una persona 
sigui pare de si mateix, pare del seu pare, o que sigui pare del pare del seu pare. De la mateixa 
manera, no ens assegura que si una persona te un germà, el seu germà també el te amb ell com a 
germà. Per aquests motius, es defineixen les restriccions escrites, que explicarem més endavant. 
Tant en el cas de interrelacions binaries, n-aries o d’una sola classe, es possible que tinguem atributs 
propis de l’ interrelació, es a dir, atributs o propietats que no es donen en un objecte concret, sinó en 
la relació que hi ha entre ells, per exemple en el cas de la ternària que hem tractat abans, donada una 
reserva concreta, la estància de la persona en el hotel pot tenir una durada determinada que no depèn 
només de la persona, l’hotel o la data, sinó que es una combinació dels 3. En aquests cassos, podem 
representar els atributs dibuixant una nova classe, que penja de l’ interrelació mitjançant una línia 
discontinua. Es interessant veure que en alguns casos, aquesta nova “classe”, només serveix per 
marcar atributs de la relació, però que en certes ocasions, es tracta a més d’això, d’una nova classe 
com a tal, i per tant es relaciona amb altres, convertint-se en un objecte més del nostre esquema. Per 




problemes de sintaxis, UML no diferencia entre els dos casos, coneixent aquesta nova classe creada, 
com a “classe associativa”. 
 
Il·lustració 2.9 Classe associativa 
 
Com es mencionava al principi, existeixen dos tipus d’ interrelacions, les que simplement relacionen 
dos objectes (vistes fins el moment) i les que generen una dependència entre les classes que la 
formen. 
La primera interrelacions d’aquest tipus, que veurem, es la generalització, on donada una superclasse 
o classe pare, existeixen subclasses, que són una especialització de la classe pare, on hereten  els 
atributs i operacions, i afegeixen característiques particulars a les instancies que pertanyen a ella.  
Per simbolitzar aquesta relació, es dibuixa una línia continua, amb un triangle sense fons, a mode de 
fletxa, en el costat de la superclasse, per marcar-la com a tal. Per exemple podríem parlar d’una 
superclasse persona, amb dos subclasses, que diferencien si aquesta persona es home o dona. 





Il·lustració 2.10 Generalització 
 
Com podem veure a la imatge, aquestes subclasses, poden tenir (acostumen a tenir) atributs i 
operacions pròpies. 
En el cas de les herències o generalitzacions, podem definir diferents tipus, per fer-ho cal indicar en la 
interrelació entre la superclasse i les subclasses, l’atribut pel que es fa la discriminació (en aquest cas 
<<sexe>>) i com es reparteixen les instancies de la superclasse en la resta.  
Tenim 4 marcadors per definir aquest atribut: 
-  <<complete>>, que obliga a que totes les instancies de la superclasse, formin part d’ almenys 
1 de les classes filles. 
- <<incomplete>>, ens indica que donada una instància concreta de la superclasse, pot estar o 
no en una de les subclasses. 
- <<disjoint>>, donada una instància de la superclasse, només pot estar com a màxim en una de 
les subclasses. 
- <<overlaping>>, hi ha solapament entre les instancies de les subclasses, es a dir, pot haver 
instancies que pertanyen a més d’una subclasse de forma simultània. 
 Amb l’exemple que estàvem veien, hauríem de col·locar <<disjoin, complete>>, ja que tota persona 
a de ser de un sexe com a mínim i no pot ser que sigui de més d’un sexe de forma simultània. 
Un altre tipus d’ interrelacions que estableixen dependència, són les agregacions i les composicions. 
El significat d’aquestes dues relacions, es molt similar, en ambos cassos, vol dir que les instancies 
d’un objecte, depenen i s’identifiquen per les instàncies de l’altre objecte. Perquè això pugui ser, en 




primer lloc cal entendre que la relació queda limitada de tal manera, que les instàncies de l’objecte 
depenent, només poden estar relacionades amb 1 instancia de l’objecte del qual depenen, per exemple 
el volant d’un cotxe, el podem identificar per el model de cotxe al que pertany, el fabricant i la unitat 
concreta de cotxe amb la que esta relacionada, es a dir, dient que es el volant d’un model concret de 
cotxe, no podem diferenciar la instància d’un altra, que esta col·locada en un altre cotxe de la mateixa 
marca i model, i per tant necessitem també l’identificador de l’instancia “cotxe”. 
La diferencia entre la composició i l’agregació, es que en el cas agregació, tot i que un dels objectes 
s’identifica gracies a la interrelació que té amb una instancia de l’altre classe, aquest pot existir si la 
instancia de la classe a la que pertany desapareix, es a dir, en l’exemple que veiem del cotxe i el 
volant, un cop tenim el volant identificat, pot passar que el cotxe es destrueixi, però que el volant no i 
per tant la instancia de volant continua existint i identificant-se amb el cotxe al que pertanyia, tot i 
que aquest ja no existeixi i per tant estem parlant d’una agregació, tot i que si pensem en el cas de que 
no pogués passar que es destruís el cotxe i es conserves el volant, parlaríem d’una composició.  
 
Il·lustració 2.11 Composició 
 
 
Il·lustració 2.12 Agregació 
 




Deixant de banda el tema de les classes i les interrelacions que aquestes mantenen, hem de veure que 
UML, no pot definir gràficament totes les restriccions que podem trobar en el món real, per exemple 
el cas on veiem que una persona pot ser pare de si mateix o del seu pare, per evitar aquests cassos, no 
podem definir gràficament aquestes restriccions i per tant les hem de definir com restriccions escrites. 
Les restriccions escrites, es col·loquen com a nota, en el diagrama, i en el seu interior s’explica amb 
llenguatge natural o bé amb OCL (OCL, es un llenguatge tècnic que ens permet definir restriccions 
escrites, sense ambigüitats). Aquestes restriccions, poden ser tantes com siguin necessàries, i es poden 
escriure o bé totes en la mateixa nota, o totes les que afecten a un mateix objecte o interrelació en una 
nota pròpia, relacionant-la amb l’objecte afectat, amb una línia discontinua de la nota a la classe o 
interrelació a la que pertanyen les restriccions. 
  




3. Introducció a SQL 
 
Fins la dècada dels 60-70, cadascun dels fabricants de bases de dades, feia servir el seu propi 
llenguatge per definir el funcionament del sistema, això produïa problemes, com per exemple la 
dificultat de comunicació entre els diferents sistemes. 
A principis dels anys 70, IBM va llençar al mercat la primera versió de SQL (Structured Query 
Language), tot i que aquest no era el nom original. Ràpidament va agafar popularitat, tot i que fins la 
segona versió del llenguatge, tret en 1985, no es va normalitzar. Aquesta normalització (ANSI) 
realitzada l’any 1986 (ISO 1987), es coneguda com SQL-86, el primer estàndard de SQL. Gracies a 
aquesta normalització del llenguatge, on es definia com manipulà i recuperar dades, es solucionen 
molts del problemes del moment, facilitant la feina dels administradors de desenvolupadors de 
sistemes.  
Després d’aquesta primera versió del llenguatge, han anat apareixent noves ampliacions que com es 
lògic han acabat per estandarditzar-se, donat el següent seguit d’estàndards SQL:  SQL-86, SQL-89, 
SQL-92, SQL-1999, SQL-2003, SQL-2006, SQL-2008. 
Gracies a totes aquestes ampliacions del llenguatge, actualment SQL, permet no només realitzar 
consultes i actualitzacions a les bases de dades, sinó que permet dur a terme una gestió més completa 
amb elements com storage procedures, tiggers, control d’estats, d’usuaris, orientació a objectes o 
tractament de dades complexes com XML o multimèdia. 
 
3.1. Creació de taules en SQL 
 
En primer lloc, veurem quines son les sentencies SQL que es fan servir per a la creació de taules, i 
quines característiques podem donar als atributs de la taula. Per poder crear una taula, es 
imprescindible saber, a més del nom de la taula i els atributs que la formen, quina serà la clau 
primària d’aquesta taula, ja que no esta permès generar taules que no disposin d’aquesta clau, així 
com quins són els tipus de dades fets servir per emmagatzemar cada atribut. La resta de 
característiques, com si els atributs admeten o no nuls o si admeten repetits, es pot definir a posteriori, 
tot i que no és recomanable, ja que tot i que aquesta part sigui senzilla a nivell de comprensió i 
sintaxi, el fet d’haver de modificar una taula, pot ser molt costos, si aquestes modificacions s’han de 




fer en un sistema en producció, ja que pot comportar problemes de reestructuració de les dades en 
disc i comprovació de consistència de dades, no només en la part modificada, sinó en tota la base de 
dades. 
Sabent quines necessitats bàsiques tenim abans de crear una taula, ja podem definir com és la sintaxi 
que porta a terme aquesta operació. Per definir la creació d’una taula en SQL, es fa servir la sentencia 
CREATE TABLE, on indicarem el nom de la taula, els seus atributs amb les característiques de 
cadascun. A continuació, veiem l’estructura que defineix una taula SQL y el seus atributs: 
CREATE TABLE “Nom_taula” 
(“atribut1” “tipus” [“restriccions”] [“valor_per_defecte”], 






Com es veu en l’estructura anterior, la clau primària o les possibles claus foranes, es defineixen al 
final de la creació de la taula, tot i que si es tracta de claus d’un sol atribut, molts SGBDs, ens 
permeten crear-les en la mateixa línia on definim l’atribut, sempre tenint en compte que una clau 
primària, no només es obligatòria dins una taula, sinó que només podem definir-ne una. Veiem uns 
exemples concrets de definició de taules, per a diferents SGBDs: 
CREATE TABLE Persona  
(Nom varchar(30), 
DNI varchar(9),   
Telèfon integer,  
Adreça varchar(50), 
Sexe char,  
PRIMARY KEY (DNI));  
Amb les sentencies anteriors, ja podríem definir les taules, però ens faltarien varies coses, una d’elles 
són les claus foranes. Una clau forana, es aquella clau que fa referència a un atribut d’una altre classe 
(normalment la clau primària). Això ens permet navegar d’una taula a l’altre del model i donar 
consistència a les dades del model, ja que donada una clau forana, no podem introduir una tupla, si 




aquesta fa referència a  una tupla que no existeix en la taula on fa referència, per exemple, no ens 
permetria introduir un compte bancari, si la persona titular que estem introduint no existeix. Per 
definir aquest tipus de clau, es fa servir la següent sintaxi: 
CREATE TABLE CompteBancari 
(Num integer, 
Entitat varchar(30),  
Titular varchar(9), 
PRIMARY KEY (Num) 
Foreign Key (Titular) references Persona(DNI)); 
Com podem observar, el tipus de dada de la clau forana, ha de ser exacte al tipus de dada de la clau a 
la que fa referència. 
Tant la clau forana com la clau primària, poden ser compostes, per poder indicar això hauríem de 
posar els atributs que la formen dins del parèntesis, separats per comes. En el cas de tenir més d’una 
clau forana, aquestes es definirien en línies separades, de la mateixa manera que es defineixen els 
diferents atributs de la taula. 
També es poden posar restriccions als atributs: 
CREATE TABLE Persona  
(Nom varchar(30) NOT NULL, 
DNI varchar(9),   
Telèfon integer Unique, 
Adreça varchar(50), 
Sexe char CHECK(Sexe==’H’ OR Sexe==’D’),  
PRIMARY KEY (DNI)); 
En el cas de “DNI”, el fet de ser clau primària, fa que tingui les restriccions de “UNIQUE” i ”NOT 
NULL”. En el cas de “UNIQUE”, també el podem definir igual que la clau primària o les claus 
foranes, al final de la taula, i proposar-ho per més d’un atribut, on tindríem com a resultat que el que 
seria únic, no seria un atribut en si, sinó la combinació dels dos atributs. 
També podem definir etiquetes al les claus que es fan servir, per poder fer més fàcil fer-ne referència 
més tard.  




constraint PK_Persona primary key (dni), 
Amb les instruccions que hem vist anteriorment, ja podríem generar les taules necessàries per 
implementar la nostra estructura de dades, però a l’hora de generar les taules de la base de dades en 
llenguatge SQL, és necessari que tinguem l’ordre en el que creen les taules. SQL ens obliga a crear 
les taules de forma que, no creem cap taula que faci referència a una altre taula que encara no s’ha 
creat, es dir, les primeres taules a generar han de ser aquelles que no tenen claus foranes a cap altre 
taula de l’esquema, i totes les que es creïn posteriorment han de fer referència a una de les taules ja 
creades. Això es degut, a que el SGBD, comprova les relacions en el moment que crea la taula, 
aquesta comprovació, és motivada pel fet de que, si poguéssim crear taules amb referències 
inexistents, no podríem introduir dades en aquella taula, ja que en el moment d’introduir les dades, el 
sistema comprova que les referències són les que estem introduint, existeixen en la taula origen i en 
cas contrari, no podem introduir-les.  
Aquesta restricció, ens pot portar a moments en el que totes les taules tenen claus foranes entre sí, de 
manera que no podem crear cap d’elles, en aquests cassos, és necessari crear una de les taules sense 
les claus foranes i posteriorment modificar dita taula, per introduir les claus foranes (en el cas de la 
creació de la base de dades per complet des de zero, no és problemàtic el tema de les modificacions, 
ja que la revisió es ràpida al ser només en referències, sense necessitat de comprovació de dades 
introduïdes).  
En el cas d’haver de modificar una taula ja creada, s’ha de fer servir l’ instrucció “ALTER TABLE”, 
la sintaxi concreta es la següent: 
ALTER TABLE tCoches 
(ADD num_plazas integer null default 5, 
constraint FK_Persona Foreign Key (Titular) references Persona(DNI)); 
Com podem veure, també podem afegir  nous atributs a la taula, tot i que en el nostre cas no té sentit, 
al poder crear tots els atributs de bon començament i sense cap tipus de limitació. 






En aquest PFC, es busca generar una eina d’ajuda i suport per a estudiar el procés de mapeig de 
l’esquema conceptual a l’esquema de la base de dades.  
Aquesta eina, ha estat pensada, per donar aquest suport als alumnes de DABD, per aquest motiu, 
s’espera de l’eina, que sigui capaç d’aplicar tots aquells mètodes fets servir a l’assignatura. La idea no 
es només que els alumnes puguin veure si l’esquema que han dissenyat o les decisions que han pres 
son les correctes o no, sinó que, es puguin generar les diferents estructures candidates a ser òptimes, 
de forma ràpida i automàtica, de manera que, aquestes es puguin provar en un entorn de proves real, 
sense que impliqui la pèrdua d’hores de feina. 
Per tant, l’objectiu final de l’aplicació, es generar sentencies SQL, per a la creació de les taules que 
formen la base de dades relacional de l’esquema dissenyat. Aquest esquema ha de poder ser carregat 
d’un arxiu generat anteriorment amb una eina de disseny UML externa al projecte. 
Per complir amb aquests objectius, l’aplicació haurà de prendre algunes decisions de disseny, i per 
tant cal que aquestes puguin ser establertes o marcades prèviament per l’usuari, ja que en cas contrari 
no tindríem el grau de personalització de cada esquema generat, que ens permeti avaluar les diferents 
possibilitats de traducció d’un mateix diagrama de classes. 
Més concretament, les pautes de comportament que volem del software, són: 
- En primer lloc, l’usuari ha de poder escollir sobre quin fitxer (que conte el diagrama de 
classes UML), vol treballar. 
- L’esquema de dades escollit, ha de ser representat en pantalla per poder validar que es 
l’esquema que esperàvem obrir (aquesta representació pot ser de forma esquemàtica tipus test, 
amb un llistat de les classes, interrelacions i atributs que formen l’esquema), es realment 
aquell amb el que teníem pensat treballar. 
- S’ha de marcar quina serà la preferència en quan a interrelacions binaries, ja que aquestes ens 
pot interessar definir-les amb un nombre diferent de taules segons les seves multiplicitats o el 
tipus de operacions que volem fer sobre elles més endavant, ja que per a diferents tipus 
d’operacions sobre les mateixes dades, es poden aconseguir diferents graus d’optimització, 
segons la forma en que volem accedir. 




-  En el cas de les especialitzacions, podem trobar 3 formes de generar la base de dades 
representativa de l’esquema, i per tant l’usuari ha de ser capaç d’escollir quina de les 
solucions vol seguir o prioritzar. 
- S’ha de poder escollir el SGBD concret on es faran les proves, perquè la sortida, tingui la 
sintaxi concreta, sense haver de fer modificacions a posteriori. 
- En alguns casos, les referències entre taules, poden portar la generació d’una abraçada mortal. 
En quests casos, l’aplicació ha de ser capaç de detectar el problema, i proposar una creació de 
taules possible sense les claus foranes, i utilitzar un “ALTER TABLE” a posterior, per 
introduir dites claus. 
- Un cop generada la solució, aquesta s’ha de poder veure per pantalla, amb la intenció 
d’avaluar les decisions presses i estudiar la transformació realitzada. 
- La solució generada i visualitzada per pantalla, ha de poder ser emmagatzemada en un fitxer, 
de forma que ens permeti a posteriori, fer-lo servir per generar la base de dades. 
- L’operació que genera el codi SQL, ha de poder repetir-se, canviant els paràmetres del 
programa, sense haver de recarregar el model. 
Sumat als requisits funcionals de l’aplicació, cal que definim quins requisits no funcionals s’esperen.  
En primer lloc, es indispensable que l’eficiència del software, sigui òptima, ja que no es pot esperar, 
per gran que sigui l’esquema de dades a traduir, els recursos de l’ordinador que fem servir, s’esgotin 
o que el temps d’espera a la resposta sigui massa llarg.  
Un altre dels requisits no funcionals que l’eina software ha de complir, es la possibilitat de fer-la 
servir de forma independent, tant si estem treballant en una plataforma tipus Microsoft Windows com 
si ens trobem sota una distribució Linux o MacOS. 
Aquesta eina, va destinada a alumnes d’enginyeria del software, i per tant s’espera d’ells un 
coneixement previ en quan als termes que es tractaran en l’aplicació, tot i això no es vol que els 
estudiants hagin de dedicar massa temps a aprendre el funcionament del programa, per tant es 
necessita que d’interfície d’usuari sigui el més clara possible, sense incorporar elements de distracció 
no necessaris, amb missatges clars i concisos, informació agrupada per temàtiques, similituds amb la 
resta d’interfícies de mercat i un màxim de pantalles, que no faci el procés llarg o pesat. 
Addicionalment i com aplicació de requisits del projecte, es recomanarien algunes funcionalitats com: 




- Les dades de l’esquema carregat de fitxer, es visualitza en pantalla de forma gràfica (sense 
possibilitat de modificació). 
- En referència a les metodologies a seguir per fer la transformació, seria interessant poder-les 
escollir de forma local a cada part del model i no només com a pauta general. 
 
  









5. Elecció de les eines de treball 
5.1. Eines UML 
En el nostre cas, necessitem una eina que ens permeti no només generar diagrames UML, sinó que 
aquest tinguin certes característiques o funcions mínimes.  Aquestes funcions, les podem catalogar en 
dos tipus, funcionalitats de disseny i capacitats genèriques del software. 
En el cas de les primeres, es tracta de que puguem generar esquemes, on com a mínim es puguin 
representar classes associatives, jerarquies (subclasses i superclasses), associacions ternàries/n-aries, 
marcar els atributs de les classes com a multivalor i identificar les claus primàries en cada cas, ja 
siguin d’un sol atribut o d’un conjunt. 
Quan parlem de característiques genèriques del software, parlem d’aquelles funcionalitats que ofereix 
el software i que no estan relacionades amb els models UML. En el nostre cas, ens trobem que 
algunes d’aquestes funcionalitats, són indispensables per al nostre projecte i d’altres, son simplement 
recomanables. En referència a les indispensables, trobem que l’eina, ens ha de proporcionar una 
forma de llegir l’esquema UML amb programes externs, ja sigui perquè emmagatzema les dades en 
un format lliure i conegut que podem obrir i llegir nosaltres directament o amb un parser, o be donar 
la possibilitat d’exportar els models a formats tipus XML o XMI.   Per el que fa a les característiques 
recomanables, parlem de que l’eina sigui multiplataforma (Linux, Windows, MAC,...)  i de 
distribució lliure. 
  




5.1.1. Eines avaluades 
 
SOFTWARE ENLLAÇ OFICIAL 
EclipseUML http://www.eclipsedownload.com/index.html  




ArgoUML http://argouml.tigris.org/  
JinkUML http://code.google.com/p/jink-uml/downloads/list  
VP (Totes les 
edicions) 
http://www.visual-paradigm.com/product/vpuml/   
Dia http://live.gnome.org/Dia  
UMLEditor http://www.umleditor.org/  












FUNCIONS DE DISSENY FUNCIONS GENÈRIQUES 
Jerarquies Classes Associatives Ternàries 
Marca
r PK Format Plataforma Llicència 
EclipseUML Si Si No Si Propietari Multiplataforma Lliure 
StartUML Si Si No Si Exporta 
XMI 
Windows Lliure 
Umbrello Si Si No Si XML Linux Lliure 
ArgoUML Si Si Si Si Exporta 
XMI 
Multiplataforma Lliure 




Si Si Si Si Exporta 
XML 
Multiplataforma  Lliure 
VP Modeler 





Dia Si No No No no 
XML/XMI Multiplataforma Lliure 
UMLEditor Si No No No Propietari Multiplataforma Lliure 
Modelio Si No No Si XML Multiplataforma Lliure 




5.1.3. Elecció de l’eina de disseny 
 
Finalment, s’ha escollit el software VP Community Edition, no només perquè compleix totes les 
possibilitats de disseny que esperem al projecte, sinó perquè ens aporta valor afegit sobre la resta 
d’eines que també ens ofereixen una solució a totes les nostres necessitats. 
Concretament hi ha 3 eines capaces de representar models suficientment complets com per ser 
candidates a eina feta server, aquestes 3 son: 





- VP Modeler Edition 
- VP Community Edition 
Tenint en compte, que l’entorn que es vol desenvolupar en aquest projecte, esta pensat per ajudar als 
alumnes de la FIB, hem valorat especialment les facilitats que les eines de disseny. 
Respecte aquest punt, ens trobem que ArgoUML, té una interfície d’usuari pobre i poc intuïtiva, 
dificultant molt la feina (figura 5.0), per això, els dissenys són lents de fer i en alguns dels casos no es 
pot aconseguir que la informació amb la que estem treballant es mostri completa per pantalla, 
dificultant la interpretació del disseny per l’alumne i fent que trigui més temps en entendre el disseny 
que no pas en solucionar el problema que es planteja.  
 
Il·lustració 5.1.3.5.1 Captura ArgoUML 
 
En aquesta captura, inclús podem observar, que mirant el diagrama, no es clar si tenim el focus de 
l’aplicació sobre la classe “ClassOne” o sobre l’atribut “IDTwo” de la classe “ClassTwo”, amb els 
conseqüents errors d’edició que això ens pot comportar. 
Per el que fa referència a l’usabilitat del sistema, en les eines de VP (Visual Paradigm), totes dues 
edicions mantenen la mateixa interfície d’usuari, que és molt més còmode, clara i intuïtiva que la 




proposada per ArgoUML. En aquest cas, podem veure tota la informació rellevant de l’esquema amb 
un cop d’ull, i per modificar les característiques de qualsevol dels objectes del nostre esquema, només 
cal que clickquem a sobre amb el ratolí i en el panell inferior esquerra, ens apareix una llista, amb les 
seves propietats (de forma molt similar als panells que acostumen a sortir en totes les eines de disseny 
i programació, a les que els alumnes estan ja acostumats), podent-les modificar ràpidament. 
 
Il·lustració 5.1.3.5.2 Captura Visual Paradigm 
 
Una altre diferencia gràfica, en el que respecta les dues interfícies d’usuari, es que en el cas de VP, 
les eines que tenim per dissenyar, apareixen a l’esquerra, juntament amb el seu nom, cosa que fa més 
clara i ràpida la cerca dels components que volem afegir, no com en el cas d’ArgoUML, on les eines 
estan en la part superior, en forma de botonera i que en alguns cassos, la similitud entre les icones 
poden portar a confusió. 
Un altre punt que diferencia les eines, es la facilitat d’accés a la mateixa, per part dels alumnes, en 
aquest cas, ArgoUML, suposa una avantatge, ja que els ordinadors dels laboratoris de la facultat, ja 
tenen instal·lada l’eina, i per tant no cal fer cap canvi ni per part dels alumnes ni per part del 
laboratori. En el cas contrari es troba VP, on no disposem de cap versió preinstal·lada en els 
ordinadors de la UPC i per tant ens obliga o bé a col·locar el software en els ordinadors des de 




l’organització o bé descarregar l’aplicació per parts dels alumnes. Aquesta aplicació pot ser 
descarregada per els alumnes i feta servir en els ordinadors de la facultat, ja que disposa de versió 
portable, on no és necessari instal·lar res en els ordinadors i per tant ho poden fer tot i no disposar de 
permisos suficients en els ordinadors, com per instal·lar software. 
Per el que respecta al format en el que les diferents eines exporten els dissenys, ens trobem que tant 
ArgoUML com VP Modeler Edition, exporten en format XMI, mentre que VP Community Edition, 
només permet exportar les dades en format XML. 
Com podem observar en les següents traces, el codi que es genera amb XML, es molt més llarg i te 
molta més informació, cosa que pot arribar a ser útil, tot i que en la majoria dels casos és 
innecessària. Tots dos codis referèncien al mateix esquema UML, el representat en la il·lustració 
5.1.3.5.3. 
 
Il·lustració 5.1.3.5.3 Esquema UML a exportar en XML 
 
S’ha escollit aquesta representació, ja que en tots els cassos, el resultat de l’exportació es llarg i per 
veure les diferencies, no és necessari representar diagrames més complexos. 
El primer codi que trobem, es el resultat d’exportar les dades a format XMI. 
 
Com veiem en el codi superior, ens apareix una estructura XMI, on podem navegar per les etiquetes 
“XMI.content”  “UML:Model”  “UML:Namespace.ownedElement”  “UML:Class”, on 
trobarem les dades pròpies de la classe, com el seu nom i l’identificador amb el que la podrem 




relacionar amb la resta d’elements de l’esquema. Si naveguem per l’interior de l’etiqueta de la classe, 
podríem trobar de la mateixa manera, les dades dels atributs o operacions que pertanyen a la classe. 
Per el que fa a l’exportació en XML de VP Community Edition, trobem la classe amb una navegació 
més curta i en un principi, més clara, però quan agafem les dades de la classe, és on tenim molta mes 
informació de la que necessitem, introduint molt soroll. A més d’això algunes de les dades no es 
troben per complet i hem de moure’ns per l’estructura externa. En el cas que es mostra posteriorment, 
es veu les dades que obtenim en el XML general. 
 
En el text que veiem ara, es desplega l’etiqueta “<Model composite="false" 
considerDefaultProperties="false" displayModelType="Clase" id="ZRVZb_iAUtxS71lm" 
modelType="Class" name="DemoClass">”, veient la quantitat de dades que ens aporta el model. 
 
Tot i que el nivell de dades que ens dona l’exportació en XML de VP, introdueix molt soroll, es 
interessant poder trobar les dades de l’esquema amb més detall i això no es comporta un problema de 




rendiment greu, ja que és d’esperar que per el nivell de dades a tractar en l’aplicació, no tinguem 
massa diferencia entre el rendiment entre un tipus de fitxer o un altre. 
També cal veure que a l’hora d’implementar la lectura d’aquests fitxers XML, no implementarem 
nosaltres el parser, sinó que es farà servir una API de Java, que ens facilita i redueix la feina a més de 
que ens permet navegar per les dades del fitxer de la forma més eficient possible. 
Per tant, tot i que haguem de demanar la instal·lació del nou software o bé els alumnes l’hauran de 
descarregar en els ordinadors de la FIB, s’ha escollit la solució de Visual Paradigm, per la facilitat i 
funcionalitat que ens aporta respecte a la resta de propostes i dins de les diferents versions, escollim 
la Community Edition, perquè la diferencia de format a l’hora d’exportar, només afecta negativament 
en els models petits de dades, on la dificultat es mínima, fent que la traducció del model 
emmagatzemat en el fitxer al nostre domini de dades, es pugui considerar de la mateixa complexitat i 
per tant, no val la pena pagar la llicencia de l’edició Modeler, quan no ens aporta beneficis. 




6. Gestió del projecte 
6.1. Gestió d’abast 
 
  CICLE DE VIDA 
 
  Planificació Captació 
d’informació 
















   
Estimació 
econòmica del PFC 
en entorn real 
Temps 
- Durada 4,5 mesos 
- Planificació inicial del 
temps del projecte 
  
- Informes de 
planificació 
temporal final 
- Comparativa entre 
planificació inicial i 
real 
Funcionals Generació d’una eina, que 
crea automàticament les 
instruccions SQL, que 
generen la base de dades 
representada en un model 
UML. Aquesta generació 
pot ser parametritzada, per 
poder avaluar les diferents 
alteratives de representar 









humans Alumne  Alumne + tutor Alumne + tutor Alumne 
Suport 
 
Reunions amb el  
tutor, per la 
definició de 
funcionalitats 
concretes del PFC 
Suport i aprovació 
a mida que avança 
el PCF per part del 
tutor 
Aprovació i revisió 








6.2. Tasques  
 
 Setmanes Responsable Temps dedicat (hores) 
Reunions de control 20 Alumne/tutor 20 
Documentació 17 Alumne 70 
Tràmits inscripció 2 Alumne/tutor 2 
Recerca 2 Alumne 30 
Tràmits inscripció 2 Alumne/tutor 2 
Especificació 5 Alumne 10 
Disseny 5 Alumne 50 
Programació 10 Alumne 190 
Proves 9 Alumne 80 
Defensa tribunal 1 Alumne/tribunal 1 
 





CONCEPTE QUANTITAT PREU 
UNITARI 
DESCRIPCIÓ / COMENTARIS SUBTOTAL  
Hores especificació 10 25  250 
Hores disseny 50 40  2000 
Hores Recerca 30 25  750 
Hores programació 190 25  4750 
Hores proves  80 20  1600 
Reunions 20 20  400 
Documentació 70 20  1400 
Defensa tribunal 1 30  30 
TOTAL 11180 






























6.5. Variacions en la programació i justificació de les variacions 
 
A dia 14 d’abril quan es va realitzar l’entrega parcial del projecte, ja s’havia començat la fase de 
programació i proves tot i que uns 15 dies més tard del previst per la programació inicial. En aquell 
moment i afegit al retràs de 15 dies, es deia que algunes de les fases estaven solapades i per tant 
encara no es podien donar per finalitzades. 
Els endarreriments acumulats fins aquell moment venien donats per dos punt, un referent a la cerca i 
estudi de les aplicacions de disseny UML i l’altre donat com error de planificació en la documentació 
del projecte, que inicialment s’havia plantejat com una feina a dur de forma constant durant el  
mateix, però que va resultar molt més pesada en el seu tram inicial. 
Com ja es veia en les dates d’entrega parcial del projecte, l’augment de feina inicial en la 
documentació no només era causant del endarreriment esmentat, sinó que tenia una part positiva 
permetent que es pogués destinar menys temps a la documentació (ja que estava completada en una 
gran part), recuperant part del temps endarrerit. 
Un cop finalitzat el projecte, amb les replanificacions que es comentaven en l’entrega parcial respecte 
la documentació, veiem que les dades plantejades inicialment s’han complert amb una modificació de 
només 7 dies, retallant el retràs a la meitat. 
Això ha permès una entrega correcta del projecte que es va plantejar amb gairebé un mes de marge 
per les dates límit per evitar problemes causats per les possibles modificacions en la programació del 
mateix. 
Tot i que les dates siguin raonadament ajustades a les dates del plantejament inicial, demostrant que 
la programació del projecte s’havia realitzat correctament i amb dates coherents, cal dir que hi ha 
hagut modificacions importants en el que respecta el solapament de les tasques on en un principi 
s’havia previst al voltant d’una setmana. S’ha comprovat que això no ha sigut correcte, ja que una 
setmana no és temps suficient per poder provar en fases posteriors del projecte, el que s’ha acordat o 
dissenyat en els punts anterior, obligant a refer punts rere implementar-los en fases següents. 
Un altre punt que ha patit una forta variació és la lectura del projecte, ja que per normativa de temps 
de lectura i per tràmits amb la facultat, s’ha obligat a fer la presentació amb dates força allunyades de 
la finalització tècnica i documentació del projecte.









7. Especificació del projecte 
7.1. Diagrama de cassos d’us 
 
Il·lustració 7.1 Diagrama cassos d'us 
 
7.2. Contractes dels cassos d’us 
7.2.1. Carregar fitxer UML 
 
Il·lustració 7.2 Cas d'us carregar fitxer UML 
 
Operació: carregarFitxer(URL:string) 
Semàntica: Donada la URL d'un fitxer que conté un esquema UML, aquest es carrega a l'aplicació i 
es mostra per pantalla. 
Pre:  
        - La URL, ha d'existir i contenir el fitxer XML. 
        - L’esquema emmagatzemat al fitxer, ha d’estar en el format XML, generat per l'exportació 
realitzada amb Visual Paradigm for UML Community Edition versió 6.4 SP1_20081222. 
 




Post: L’esquema emmagatzemat en el fitxer, es carrega en l'estructura de dades de l'aplicació. 
Sortida: 
         - L’esquema carregat, es mostra per pantalla, en format text. 
           - En cas que l'adreça (URL) contingui una imatge .PNG de l’esquema, aquesta es visualitza per 
pantalla. 
7.2.2. Configurar Transformació 
 
 
Il·lustració 7.3 Cas d'us configurar transformació 
 
Operació: EscollirSGBD(SGBD:string) 
Semàntica: L’usuari indica al sistema quin es el SGBD en que vol obtenir la solució quan es faci la 
transformació de l’esquema a sentencies SQL. Aquests SGBDs, son escollits d’una llista que mostra 
el programa. Aquesta llista es emmagatzemada en un fitxer de configuració. 
Pre: - 
Post:  
- El sistema enregistra en memòria, la preferència marcada per l’usuari. 








Semàntica: L’usuari indica quina serà la seva preferència en la forma de traduir les generalitzacions. 
Aquesta preferència, quedarà enregistrada en el sistema, de manera que farà les traduccions de les 
generalitzacions de l’esquema d’aquesta forma, a no ser que, una generalització concreta, tingui la 
seva pròpia preferència. 
Pre: - 
Post: 
- El sistema enregistra en memòria, la preferència marcada per l’usuari. 






Semàntica: L’usuari indica quina serà la seva preferència en la forma de traduir les interrelacions 
binaries amb multiplicitat 1 en alguna de les dues bandes, ja que les de multiplicitat superior, s’han de 
traduir sempre amb una taula per representar l’ interrelació i no amb claus foranes entre les classes 
implicades. Aquesta preferència, només s’aplicarà en aquelles interrelacions que no tinguin 
preferències particulars aplicades. 
Pre: - 
Post: 
- El sistema enregistra en memòria, la preferència marcada per l’usuari. 
- Les preferències també queden emmagatzemades per a la propera execució de l’aplicació. 
Sortida: - 
 
Operació: EspecificGeneralització(gen:generalitzacio, pref:int) 
Semàntica: L’usuari escull una  generalització concreta, de l’esquema carregat a l’aplicació i 
defineix quin tipus de traducció vol aplicar. 
Pre: L’esquema a d’estar carregat a l’aplicació. 
Post: El sistema enregistra en memòria, la preferència marcada per l’usuari. 
Sortida: - 
 
Operació: EspecificBinaria(bin:binaria, pref:int) 




Semàntica: L’usuari escull una  interrelació binaria amb multiplicitat 1 en alguna de les classes 
implicades, i selecciona com vol traduir aquesta interrelació concreta. 
Pre: L’esquema a d’estar carregat a l’aplicació. 




7.2.3. Generar Codi 
 
 
Il·lustració 7.4 Cas d'us generar SQL 
 
Operació: GenerarCodi() 
Semàntica: L’usuari inicialitza l’acció perquè el sistema transformi l’esquema carregat, en les 
sentencies SQL que generen la base de dades. 
Pre: L’esquema a d’estar carregat a l’aplicació. 
Post: El sistema inicia les operacions necessàries per generar les sentencies. 
Sortida: Les sentencies generades, es mostren a l’usuari per pantalla. 
 
Operació: LlegirParametres() 
Semàntica: El sistema llegeix les configuracions marcades per l’usuari i les interpreta per a la 
transformació de l’esquema. 
Pre: L’esquema ha d’estar carregat a l’aplicació. 




Post: El sistema enregistra els paràmetres marcats per l’usuari en l’estructura de dades a traduir, en 





Semàntica: El sistema, fa la transformació de l’esquema carregat, segons les configuracions 
enregistrades anteriorment (en cas de que l’usuari no hagi especificat res, el sistema prendrà valors 
per defecte), i generarà les sentencies SQL necessàries per representar l’esquema UML en una base 
de dades del SGBD escollit (en cas de no especificar SGBD, l’aplicació també aplicarà valors per 
defecte). 
Pre: L’esquema ha d’estar carregat a l’aplicació. 
Post: Es generen sentencies SQL que passar l’esquema UML a bases de dades. 
Sortida: Les sentencies generades, es mostren a l’usuari per pantalla. 
 
 
7.2.4. Guardar SQL 
 
 
Il·lustració 7.5 Cas d'us guardar SQL 
 
Operació: GuardarSQL(URL:string) 
Semàntica: Es guarden les sentències SQL generades, en un fitxer de text, emmagatzemat en l’ URL 
que es passa com a paràmetre. 
Pre:  
- La URL facilitada, ha d'existir i ser vàlida. 




- El disc on fa referència la URL, ha de tenir espai suficient per emmagatzemar el fitxer que es 
generarà. 
- Les sentencies SQL que implementen l’esquema UML en la base de dades, han d'estar 
generades i carregades en l'aplicació. 
Post: - 
Sortida: Es genera un fitxer de text, a la URL facilitada, que conté les sentencies SQL. 
 




7.3. Esquema de classes 
 
 
Il·lustració 7.6 Esquema de classes especificació 
 




7.3.1. Restriccions escrites 
 
1 – Donada una taula que conté una clau, aquesta clau ha d’estar formada per atributs relacionats amb 
la mateixa taula que conté la clau. 
2 – Donada una clauUML, els atributs que la formen, han de estar relacionats amb la mateixa classe a 
la que pertany la clauUML. 
3– No poden existir cicles entre classes relacionades per interrelacions de tipus“RelGeneralització” o 
“Associació” 
4 – Els atributs de classe que passen a ser atributs de taula, han de pertànyer a la classe que s’ha 
traduït en la taula a la que pertanyen els atributs de taula amb els que estan relacionats. 
 





8.1. Esquema de classes capa de vistes 
 
Il·lustració 8.1 Disseny de classes capa vistes 
 




8.2. Esquema de classes capa de domini 
 
Il·lustració 8.2 Diagrama de classes capa domini 
  




8.3. Esquema de classes cada de dades 
 
 
Il·lustració 8.3 Diagrama de classes capa dades 
  




8.4. Esquema de classes comunicació entre capes 
 
 
Il·lustració 8.4 Diagrama de classes controladors 
 
CAPA DE VISTES 
CAPA DE DOMINI 
CAPA DE DADES 




8.5. Diagrama d’estats 
 
 
Il·lustració 8.5 Diagrama d'estats 
  




8.6. Diagrama de seqüències 





Il·lustració 8.6 Diagrama de seqüencia carregaFitxer() 
 





Il·lustració 8.7 Diagrama de seqüencia carregaFitxer() 2 
  







Il·lustració 8.8 Diagrama de seqüencia tractaInterrelacions(Interrelacions) 
  

















Il·lustració 8.10 Diagrama de seqüencia respostaInterrelacions(resposta) 
 
  



















Il·lustració 8.12 Diagrama de seqüència  generaSQL() AssoNode 
  







Il·lustració 8.13 Diagrama de seqüència generaSQL() ClassNode 
  







Il·lustració 8.14 Diagrama de seqüència generaSQL() CtrlInterrelació 
 
  







Il·lustració 8.15 Diagrama de seqüència  generaSQL() AlterNode 
 
  







Il·lustració 8.16 Diagrama de seqüència  generaSQL() Classe 
 
  







Il·lustració 8.17 Diagrama de seqüència generaSQL(atribs) Classse 
  







Il·lustració 8.18 Diagrama de seqüència  generaSQL2() Classe 
  







Il·lustració 8.19 Diagrama de seqüència  generaSQL(atribs) Asso_1 
  












En el cas de associativa, disposem de 3 modes, 
 - gene: indica que cal generar la classe associativa com a taula 
 - from: indica que les dades de la classe associativa, passen a l'extrem from de la relació de la qual penja 
la classe associativa 
 - to: indica que les dades de la classe associativa, passen a l'extrem to de la relació de la qual penja la 
classe associativa 












Aquesta funció només serà cridada en cas de que la classe associativa pengi d'una 
interrelació de tipus binària, ja que en cas contrari sempre es genera la taula SQL 
equivalent a la classe i no es passen els atributs a les superclasses 














Aquesta funció només serà cridada en cas de que la classe associativa pengi d'una 
interrelació de tipus binària, ja que en cas contrari sempre es genera la taula SQL 
equivalent a la classe i no es passen els atributs a les superclasses 







Il·lustració 8.23 Diagrama de seqüència generarPrerequisits() Associativa 
  







Il·lustració 8.24 Diagrama de seqüència generaSQL(atribs) Gene_1 
  





Il·lustració 8.25 Diagrama de seqüència generaSQL(atribs) Gene_2 
  





Il·lustració 8.26 Diagrama de seqüència generaSQL(atribs) Gene_3 
  












Il·lustració 8.28 Diagrama de seqüència obteAtribPare() Herència 
  







Il·lustració 8.29 Diagrama de seqüència obteReferenciaPare() Herència 







Il·lustració 8.30 Diagrama de seqüència atribsFill() Herència 
 
  












Il·lustració 8.32 Diagrama de seqüència generaSQL() Interrelació 
  







Il·lustració 8.33 Diagrama de seqüència obteForana() Classe-Relació 
  







Il·lustració 8.34 Diagrama de seqüència obteFK Classe-Relació 
  







Il·lustració 8.35 Diagrama de seqüència toAlterTable(CR) CtrlDomini 
  







Il·lustració 8.36 Diagrama de seqüència setReferencia(AN) AlterNode 
  




8.7. Pseudocodi traducció 
La traducció del model és la part més complexa i la base del bon funcionament i la capacitat del 
projecte, però amb les dades que hem vist anteriorment es pot fer difícil entendre el funcionament 
global. 
Per fer més fàcil i entenedora aquesta part i poder estudiar com funciona el motor de traducció, s’ha 
inclòs en la documentació l’apartat on es presenta el pseudocodi a alt nivell, que no aporta molts dels 
sorolls introduïts als punts anterior per ajudar a la implementació del mateix. 
Amb la intenció d’evitar confusions per la quantitat de crides entre classes i controladors de les 
diferents capes de l’aplicació, aquest pseudocodi només fa referència a les crides de les classes 
“Classe”, “Asso”, “Gene” i “Interrelacio” de la capa de domini (podem trobar les seves relacions en 
la il·lustració corresponent) que és on realment es troba el nucli de la traducció. 
Aquestes crides es realitzen mitjançant el controlador, que de forma recursiva assegura la crida a totes 
les instancies i ajunta les respostes en el format adient. 
8.7.1. Pseudocodi GeneraSQL(atribs) classe “Classe” 
Algoritme generaSQL(atribs) 
 Si (created=fals) llavors 
  check=cert; 
  Per a tot (atribut) fer 
   respostaafegir(atributnom, atributtipus, atributconstraint); 
  FPer a 
  respostaafegir(constraint de clau primària); 
  Per a tot (clau candidata) fer 
   respostaafegir(constraint clau candidata); 
  FPer a 
  Per a tot (ClasseRelacio) fer 
   Si (ClasseRelaciodependenciescheck==fals) llavors  
    respostaafegir(ClasseRelacioobteFK()); 
   sino 
     ClasseRelacio.marcarPerAlterTable(); 
   FSi 
 




/*ClasseRelacio uneix les diferents classes de cada interrelació. Al cridar la seva funció obteFK(), 
comprova si la taula que estem generant ha de tenir una FK a l’altre membre de la interrelació i en cas 
afirmatiu, crida la funció generaSQL() de la classe a la que hem de fer referència i ens retorna: aquest 
codi SQL, els atributs que hem d’afegir en la nostre taula per a fer la FK i la constraint necessària per 
a la FK. En cas de entrar en una abraçada mortal, es detecta per la variable check i el que es fa es no 
generar el codi d’aquesta FK i marcar la interrelació per fer un alter table al finalitzar.*/ 
  FPer a 
  respostaafegir(atribs); 
  check = false; 
  created = cert; 
FAlgoritme 
8.7.2. Pseudocodi GeneraSQL(atribs) classe “Asso” 
Algoritme generaSQL(atribs) 
  check=cert; 
 Per a tot (subclasse) fer 
  Marca interrelació com creada;  
/* En el moment que es genera una classe de tipus “Gene”, es mira si el seu pare ja està generat o no. 
Per tant, cal que a les classes associatives (on donada una generalització, només poden tenir el rol de 
superclasses) marquin en totes les generalitzacions que hi puguin penjar, que aquesta ja es troba 
generada.*/ 
 FPer a 
 Si (created = fals) llavors 
  Per a tot (atribut) fer 
   atrs  afegir(atributnom, atributtipus, atributconstraint); 
  FPer a 
  Si (mode = from) llavors 
   AssociativageneraSQLFrom(atrs); 
  Sino si (mode = to) llavors 
   AssociativageneraSQLTo(atrs); 
  Sino  
   respostaafegir(atrs); 
   respostaafegir(constraint de clau primària); 
   Per a tot (clau candidata) fer 
    respostaafegir(constraint clau candidata); 
   FPer a 
   Per a tot (ClasseRelacio) fer 
    Si (ClasseRelacioreferenciacheck==fals) llavors 




     respostaafegir(ClasseRelacioobteFK()); 
    sino 
     ClasseRelacio.marcarPerAlterTable(); 
    FSi 
/*ClasseRelacio uneix les diferents classes de cada interrelació. Al cridar la seva funció obteFK(), 
comprova si la taula que estem generant ha de tenir una FK a l’altre membre de la interrelació i en cas 
afirmatiu, crida la funció generaSQL() de la classe a la que hem de fer referència i ens retorna: aquest 
codi SQL, els atributs que hem d’afegir en la nostre taula per a fer la FK i la constraint necessària per 
a la FK. En cas de entrar en una abraçada mortal, es detecta per la variable check i el que es fa es no 
generar el codi d’aquesta FK i marcar la interrelació per fer un alter table al finalitzar.*/ 
   FPer a 
   respostaafegir(atribs); 
   check = false; 
   created = cert; 
  FSi 
 FSi 
FAlgoritme 
8.7.3. Pseudocodi generaSQL(atribs) classe “Gene” 
Algoritme generaSQL(atribs)  
 Si (created = fals) llavors 
   
  Si (pare) llavors 
   Si (parecreated = fals) llavors 
    retorna (paregeneraSQL()); 
   Sino si (mode = fill) llavors 
    SQL = pareobteAtribPare(); 
   Sino si (mode = mixt) llavors 
    SQLForanesafegir(pareobteReferenciaPare()); 
   FSi 
  FSi 
  
  check = cert; 
 
  Per a tot (ClasseRelacio) fer 
   Si (ClasseRelacioreferenciacheck==fals) llavors 
    respostaafegir(ClasseRelacioobteFK()); 




   sino  
    ClasseRelacio.marcarPerAlterTable(); 
   FSi 
  FPer a 
 
  Per a tot (atribut) fer  
   atrsafegir(atributnom, atributtipus, atributconstraint); 
  FPer a 
 
  Per a tot (fill) fer 
   Si (mode = pare) llavors 
    SQLAtribsafegir(fillobteAtributs); 
   Sino si (mode = mixt) llavors 
    respostaafegir(fillgeneraSQL()); 
   Sino 
    respostaafegir(fillgeneraSQL(atrs)); 
   FSi 
  FPer a 
 
  Si (cal generar classe actual) llavors 
 /*Pot passar que si no tenim cap interrelació ni cap membre de la jerarquia que ens haig donat els 
seus atributs  i els nostres atributs s’han distribuït, no es necessari generar la taula equivalent a la 
classe actual*/   
   respostaafegir(nom); 
   respostaafegir(atribs); //atributs passats per paràmetre a la funció. 
   respostaafegir(atrs); //atributs de la classe actual. 
   respostaafegir(SQLAtribs); //atributs d’altres membres de la jerarquia. 
   respostaafegir(SQLForanes); //claus foranes a altres taules. 
   respostaafegir(constraints de taula); //aquí inclourem també la constraint de clau primària. 
  FSi 
  check = fals; 








8.7.4. Pseudocodi generaSQL() classe “Interrelacio” 
Algoritme generaSQL() 
 Si (created = false) llavors 
 
  Per a tot (ClasseRelacio) fer 
   atribsafegir(ClasseRelacioatributs); //atributs per fer la FK a les taules de la interrelació. 
   foranesafegir(ClasseRelacioforanes); //constraints de FK 
  FPer a 
 
  respostaafegir(nom); 
  respostaafegir(atribs); 
  respostaafegir(foranes); 
  respostaafegir(clau primària); 
  
  created = false; 
 FSi 
FAlgoritme   
  









9. L’entorn de treball 
 
En aquest punt, s’especifica el funcionament i la configuració, tant de les eines de suport necessàries 
per treballar amb l’aplicació resultant del projecte, com el propi funcionament i comportament del 
software, al que a partir d’ara ens referirem com “Traductor UML”. 
En primer lloc, definim quines especificacions software són necessàries, tant per executar el  
Traductor UML com per realitzar els esquemes que aquest interpretarà: 
- Java 1.6.0_13 
- JDom 1.1 
- Visual Paradigm for UML Community Edition Versió 6.4 SP1_20081222 
Totes aquestes eines, son de distribució gratuïta i podem descarregar-les mitjançant les planes web 
oficials: 
- http://java.sun.com/javase/downloads/index.jsp (Java) 
- http://www.jdom.org/downloads/index.html  (JDom) 
- http://www.visual-paradigm.com/download.jsp (VP - for UML) 
En el cas de les llibreries de JDom, també es troben incloses juntament amb les fonts del Traductor 
UML. 
Un cop definits aquests requisits, podem començar a preparar el nostre entorn de treball. En aquest 
punt, també podrem trobar quines especificacions i consideracions s’han de tenir en compte a l’hora 
de treballar amb cadascuna de les parts implicades en el procés. 
En primer lloc és necessari tenir un esquema de classes per poder-lo traduir i per tant, començarem la 
guia explicant com es realitza i quines configuracions calen en Visual Paradigm l’eina de disseny per 








9.1. Configuració i funcionament de Visual Paradigm 
 
Per començar ens hem de dirigir a al web de descarrega, on ens haurem de registrar sense cost, per 
poder descarregar l’aplicació. Un cop omplertes les dades de registre sol·licitades, rebrem al nostre 
correu electrònic, una clau de registre per poder activar el programa descarregat. 
Les versions de descarrega disponibles, ens deixen escollir dos punts importants: el sistema operatiu, 
on haurem d’escollir segons la versió que disposem al nostre ordinador i la possibilitat de descarregar 
una versió instal·lable o una portable. La versió que s’ha fet servir per aquest projecte i que es 
recomana com a versió de funcionament la versió portable, ja que ens aporta l’avantatge de poder 
dur-la amb nosaltres per poder executar-la a diferents ordinadors (sempre i quan disposin de la 
mateixa versió de SO), sense haver de tornar a configurar l’entorn. 
Més concretament, la versió utilitzada és la següent: 
 
Il·lustració 9.1 Versió Visual Paradigm 
 
En el moment que llencem l’aplicació per primera vegada, ens demana la clau de registre que ens han 
facilitat per correu. 
Aquesta clau ens permet escollir entre les diferents versions del programa, on segons el tipus de clau 
disposarem de més o menys funcionalitats. En el cas que ens ocupa i amb la clau de distribució 
gratuïta, només tindrem accés a les funcionalitats bàsiques, que precisament son aquelles que 




necessitem (creació/modificació) de diagrames de classes UML amb possibilitat d’exportar a fitxers 
.xml. 
 
Il·lustració 9.2 Elecció d’arranc VP 
 
El següent pas, ens demana la ubicació per emmagatzemar les dades dels projectes realitzats. Per 
defecte, aquesta opció és [adreça_VP]/workSpace, ubicació que és molt recomanable, sobretot a 
versions portables, ja que això ens permet, no només disposar del software a qualsevol ordinador, 
sinó que ens permet també disposar dels treballs ja realitzats a un altre PC. 
 
Il·lustració 9.3 WorkSpace per VP 
 
Després d’això ja tindrem obert el programa, on com és habitual en altres programes, se’ns mostra 
una pantalla de benvinguda que ens ajuda a conèixer millor l’eina i que ens dona pas a poder realitzar 
un nou projecte. Una vegada més cal recordar que depenent de la llicència, algunes d’aquestes 
funcionalitats ens poden demanar un registre especial. 




Començarem per identificar cadascuna de les parts que es visualitzen per pantalla: 
 
Il·lustració 9.4 Pantalla benvinguda VP 
 
 
Il·lustració 9.5 Barra de menús i icones d’accés ràpid 
 
Ens permet accedir de forma ràpida a les funcionalitats més habituals de l’aplicació i com en molts 
productes comercials, podem personalitzar-la segons les nostres preferències. 





Il·lustració 9.6 Navegador VP 
 
Ens permet moure’ns amb facilitat dins els diferents arxius del nostre projecte. 





Il·lustració 9.7 Àrea de propietats VP 
 
Aquí podrem veure i modificar còmodament les propietats dels objectes que en cada moment tinguem 
seleccionats. 





Il·lustració 9.8 Àrea de disseny VP  
En aquesta àrea, podrem realitzar els dissenys pel nostre treball  Cal dir que segons el tipus de 
diagrama amb el que estiguem treballant, ens apareix una barra d’eines addicional, on disposem del 
objectes per posar a l’àrea de disseny. En tot cas, aquests objectes els podrem col·locar arrossegant 
amb el ratolí des de la barra o bé seleccionant l’objecte i fent click directament sobre el punt on 
volem que aparegui. 
A la part inferior, trobem un quadre de text on ens apareixeran diferents missatges al llarg de 
l’execució, informant-nos de l’estat en que ens trobem o de les possibles errades que puguin sorgir. 
 





Il·lustració 9.9 Àrea de missatges VP 
Per començar amb un nou disseny per a un diagrama de classes, podem optar per fer-ho fent click 
sobre l’opció “New Class Diragram” del missatge de benvinguda amb el botó dret del ratolí sobre el 
navegador i escollint “New Diagram” on posteriorment ens demanarà el tipus o bé podem fer-ho per 
la barra de menús i dreceres. En tot cas ens demanaran un nom amb el que identificar el nostre 
diagrama. 
En el moment que exportem en el diagrama, podrem seleccionar l’opció d’exportar també l’esquema 
a una imatge .png. Aquesta imatge que exportem, tindrà com a nom el mateix nom que posem al 
nostre esquema. 
Un cop fets aquests punts, ens apareix una fulla en blanc en l’àrea de disseny, juntament amb la barra 
d’objectes per poder treballar. 
 
Il·lustració 9.10 Barra d’objectes per a diagrames de classes VP 




Tot i que ja podríem posar-nos a dissenyar, és recomanable configurar alguns punts per complir amb 
tots els requisits que posteriorment ens demana el Traductor UML. 
Aquestes configuracions, afecten únicament als estereotips amb els que treballarem en el disseny i 
que són necessaris per identificar certs components o comportaments en el procés de traducció a 
SQL. 
Per definir aquests estereotips, ens dirigirem al menú “Tools” de la barra de menús i entrarem al sub-
menú “Configure Stereotypes...”, que ens farà aparèixer un quadre de diàleg per configurar aquest 
punt. Dins aquest quadre, serà necessari navegar fins trobar els punts a configurar, que en el nostre 
cas són 2: “Core  Generalization” i “Class  Attribute”. 
En el primer dels cassos, hem d’afegir els estereotips, referents al tipus de discriminació, que 
s’utilitzen a les interrelacions de tipus generalització, es a dir: 
- Complete 
- Incomplete 
- Complete, disjoint 
- Complete, overlapping 
- Incomplete, disjoint 
- Incomplete, overlapping 
Per fer-ho pressionarem sobre el botó Add... un cop seleccionat el camp adient. Cal afegir que 
aquestes etiquetes no són sensibles a majúscules ni a l’ordre en el que es troben els paràmetres així 
com a les diferents possibilitats de comes o espaiat, amb la intenció de reduir els possibles problemes 
introduïts com a errors humans en l’entrada dels estereotips. 





Il·lustració 9.11 Configuració estereotips VP 
 
Ens apareix un nou diàleg on cal omplir el camp “Name” per definir cadascun dels estereotips 
mencionats. En tots els casos s’ha de definir una entrada diferent per a cadascun dels estereotips. 





Il·lustració 9.12 Estereotips VP 
 
Un cop introduïts tots els estereotips aquests ens apareixen en pantalla tal i com veiem en la figura 
anterior. 
Un cop tenim els primers, podem introduir les dades necessàries per als atributs sense haver de sortir 
del quadre de diàleg. En aquest segon cas, les dades introduïdes ens marcaran certes restriccions per 
als atributs de cada classe. Aquestes restriccions fan referència a les claus candidates, així com a les 
restriccions “UNIQUE” i “NOT NULL”. També es farà servir aquest mètode per definir les claus 
primàries, tot i que aquesta etiqueta ja la tindrem predefinida en el software per defecte. Així dons 
obtenim una sèrie de paraules reservades, “UNIQUE” i “NOT NULL”, per als atributs amb aquestes 
restriccions i “PK” per marcar les claus primàries de cada classe. Tota la resta d’estereotips d’atribut 
seran interpretats com a claus candidates, tot i que es recomana fer servir la nomenclatura “CK” per 
facilitar la seva comprensió.  
Com a UML és habitual tenir més d’una clau candidata en una mateixa classe i per tant és adient 
definir més d’una “CKxx” on xx poden ser dos dígits numèrics. Habitualment i per les dades fetes en 
aquest manual, es defineixen claus que van de “CK01” a ”CK10”. 




Un altre dels estereotips a definir és “Comp” per a les composicions, això es degut a que Visual 
Paradigm no diferencia les interrelacions d’aquest tipus respecte a les interrelacions binaries. Per tant 
definirem el tipus “Comp” en els estereotips de “Core  Association”. Aquest estereotip, està definit 
de forma que no es diferenciï entre majúscules i minúscules. 
En alguns cassos, ens podem ens podem trobar que no ens apareixen els estereotips assignats als 
elements, en aquest cas, podem activar o desactivar l’opció de la seva visualització picant amb el botó 
dret del ratolí sobre un tros en blanc de l’àrea de disseny i marcant o desmarcat l’opció “Presentation 
Options  Show Stereotypes”. 
Sota aquesta configuració prèvia, ja podem començar amb els disseny del nostre esquema. Escollint 
el tipus d’element a representar i escollint la seva ubicació, és suficient per que ens aparegui la imatge 
en l’àrea de disseny. 
Tot i que el funcionament és força intuïtiu, cal explicar quines són les propietats, restriccions i 
convenis que s’adopten als nostres dissenys. Per fer-ho comencem per una entitat bàsica: la classe. 
En el primer moment que posem una classe o qualsevol altre element sobre el nostre esquema, aquest 
ens demana una identificació i tot i que podem definir questa identificació (nom) en qualsevol 
moment és recomanable fer-ho en aquest punt. Un cop tenim representada i anomenada la nostra 
classe, hem de definir quins són els seus atributs. Si piquem amb el botó dret del ratolí sobre la nova 
classe, ens apareix un menú contextual on podem afegir atributs. 
 
Il·lustració 9.13 Afegir atribut VP 
 
Com en el cas anterior, ens demana el nom per identificar l’atribut amb l’addicional de que per 
definir el tipus al que pertanyen, podem posar “nom_atribut : tipus_atribut”. 
El nom que indiquem en l’atribut no pot contenir espais ni caràcters especials, a excepció de “_”, ja 
que el Traductor UML, introduirà cada atribut de la classe com una columna de taula, amb la mateixa 




nomenclatura exacta que defineixi l’usuari, i per tant l’SGBD no serà capaç d’interpretar aquestes 
dades. 
Pel que respecta als tipus, l’aplicació disposa de diferents tipus predefinits (boolean, byte, char, 
double, float, int, long, short, string i void) que podem definir tant escollint-los del desplegable de 
tipus que ens apareix en l’àrea de propietats o bé escrivint-lo nosaltres mateixos per teclat. En aquest 
cas s’ha de tenir cura, ja que és sensible a majúscules i minúscules i podria ser que no reconegués el 
tipus.  
En el supòsit que el tipus introduït no fos idèntic a algun de la llista predefinida, l’actuació del 
software al respecte és mantenir les dades com les ha introduït l’usuari. Això ens aporta una sèrie 
d’avantatges i inconvenients, ja que en cas d’error no tenim constància del mateix, però ens aporta el 
fet de poder introduir tipus de dades que si que són reconeguts per el nostre SGBD final. És per 
aquest motiu que ens trobem la primera de les restriccions imposades per el Traductor UML, que 
actuarà de la mateixa forma que Visual Paradigm, és a dir, que si fem servir un dels tipus predefinits 
per aquesta aplicació (a excepció de “void”) el Traductor UML, serà capaç de interpretar aquest tipus 
i definir-lo de forma correcta sota la sintaxi concreta de l’SGBD que haguem escollit per a fer la 
traducció, però si fem servir un dels tipus no predefinits, aquest el mantindrà amb la mateixa sintaxi 
feta servir per l’usuari, amb els possibles problemes de compatibilitat que això pot ocasionar. 
 
Il·lustració 9.14 Selector de tipus per a atributs de VP 
 




Una altre de les restriccions que trobem a les classes i que també es troba relacionada amb els atributs 
que la formen, fa referència a les claus indicades per una classe concreta. En el nostre cas, tota classe 
ha de disposar d’una i només una clau primària, que evidentment pot estar composta per més d’un 
atribut, de la mateixa manera que ho poden estar les claus candidates. Per marcar que més d’un 
atribut de la mateixa classe formen part d’una mateixa clau, ja sigui primària o candidata, marcarem 
per a cadascun dels atributs el seu estereotip, suposant que dos o més atributs pertanyen a la mateixa 
clau, si el seu estereotip es el mateix. 
Existeixen algunes excepcions al casos marcats anteriorment, certes classes com les associatives o les 
subclasses d’una generalització, on no s’ha de marcar la PK, ja que aquesta es heretada 
automàticament de les classes adients. 
D’aquesta manera, podem veure en la imatge següent quina seria una forma correcta de definir una 
classe. 
 
Il·lustració 9.15 Definició classe VP 
 
Per el que respecta a les interrelacions entre les classes, hem de saber que totes i cadascuna d’elles 
necessiten estar identificades, per fer-ho cal que posem el nom de la interrelació en el moment en que 
aquesta és creada, tot i que és possible modificar-ho a posteriori. Les interrelacions disposen d’altres 
propietats obligatòries, com és el cas de la multiplicitat, ja que no es podrà interpretar una interrelació 
si aquesta no té la multiplicitat marcada. En aquest moment hem de tenir molta cura, ja que les 
multiplicitats es poden definir mitjançant l’àrea de propietats de l’objecte o bé escrivint manualment 
aquesta multiplicitat en cadascun dels costats de la interrelació, tot i que aquesta segona opció no és 
recomanable perquè podem introduir les dades en el camp de rol del que disposa cada costat de cada 
interrelació i que es representa gràficament de forma idèntica a les multiplicitats. Evidentment el 
software disposa de certes multiplicitats predefinides tot i que aquestes poden ser canviades sense 
problema manualment inclús en el camp adient de l’àrea de propietats. No es pot fer servir el caràcter 
“n” en lloc del que el software indica com a “*” perquè el Traductor UML no podrà interpretar aquest 
caràcter i per tant podria ometre algunes de les restriccions d’associació que poguessin ser 
representades en el codi SQL. 




Com hem vist en el tema de les classes, les interrelacions també disposen d’excepcions respecte la 
seva representació. Les interrelacions de tipus associativa no necessiten ni multiplicitats ni nom, tot i 
que la interrelació de la que pengen si que ho necessita multiplicitats obligatòriament. Respecte 
aquest tipus concret de la interrelació, cal afegir un parell de comentaris que l’usuari ha de saber per 
entendre la traducció que es farà posteriorment. La possible representació de la taula equivalent a la 
interrelació de la que penja la classe associativa serà compartida amb la pròpia classe associativa. 
Pel que correspon a les interrelacions de tipus generalització, tampoc necessiten de multiplicitat, és 
més, VP no permet assignar valor a aquest camp d’una interrelació de tipus generalització. Tot i no 
haver de posar multiplicitat, si que és obligatori posar valor al camp nom de la interrelació, en aquest 
cas el valor que indiquem, no representa el nom de la interrelació, sinó el discriminant pel que es 
separen les subclasses. És a dir, dos subclasses que pengen d’una mateixa superclasse en una 
generalització corresponen a un mateix discriminant si les interrelacions de cadascuna, tenen indicat 
aquest discriminant en el camp name de la interrelació. Això es important per varies raons, la primera 
i més clara és poder distingir el criteri pel que dividim la superclasse; l’altre és que VP no ens indica 
gràficament quines interrelacions pertanyen a cada discriminant, sinó que les dibuixa com 
interrelacions independents i si no tinguéssim indicat aquest punt, no sabríem com es reparteixen les 
dades en cas de tenir més d’una herència per una mateixa superclasse. Per una altre banda, això ens 
facilita el disseny en quan al criteri de discriminació, només és necessari (i obligatori) indicar aquest 
punt en una de les interrelacions que pertanyen al mateix discriminant. Veiem un exemple de com 
representaríem una generalització de 2 subclasses amb un mateix discriminant. 
 
Il·lustració 9.16 Representació generalització en VP 
 
Com es pot observar, el discriminant no apareix a la llista d’atributs de la classe persona. Sota aquesta 
situació, el Traductor UML, no inclourà l’atribut ja que és raonable pensar en un disseny on puguem 




diferenciar les subclasses, però en el que no sigui necessari incloure l’atribut discriminant en cap 
taula, sinó que puguem diferenciar de que estem parlant, simplement veient en quina taula de la base 
de dades es troba cadascuna de les tuples. Per tant en el cas de voler incloure aquest camp com a 
columna dins la nostra base de dades serà necessari especificar-ho al disseny, afegint l’atribut indicat 
en la classe oportuna. 
Un altre punt a aclarir per dur a terme el nostre disseny de forma correcta i interpretable per el nostre 
traductor és el comportament que aquest tindrà respecte les interrelacions de tipus reflexiu. En 
aquestos cassos, les interrelacions són tractades de forma idèntica a les interrelacions binàries. 
Per generar una interrelació de tipus composició cal que fem servir l’opció  de la barra 
d’eines, unir les dues classes afectades, agregar la multiplicitat adient (ha de tenir multiplicitat en 
ambdós costats) i agregar l’estereotip “Comp” a la interrelació. No cal que l’hi assignem nom, ja que 
aquesta interrelació no es generarà mai com una taula. 
Per finalitzar amb les possibles interrelacions que puguem dissenyar, hem de parlar de les 
interrelacions de tipus n-ari. Per representar aquestes interrelacions, hem de col·locar en primer lloc 
el connector que indica que una relació és d’aquest tipus, aquest connector el trobem representat en la 
barra d’eines de la següent manera: . 
És imprescindible que per a una correcta representació de la interrelació indiquem un cop més, el 
nom de la mateixa, igual que la multiplicitat totes les branques de la interrelació, de forma que la 
representació adopti la següent forma: 





Il·lustració 9.17 Representació n-aria VP 
 
De la mateixa manera que podem definir una classe associativa penjant d’una interrelació n-aria, per 
definir atributs propis de la interrelació podem fer el disseny a VP, per a ser interpretat amb el 
traductor amb les mateixes condicions amb les que seria representada la classe per a una interrelació 
de tipus binari. Per indicar aquesta nova “classe”, farem servir el botó  de la barra 
d’eines, deixant la representació amb l’aspecte: 
 
Il·lustració 9.18 Representació n-aria amb classe associativa, VP 





Per la representació de les interrelacions de tipus agregació i composició VP ens permet fer una 
representació segons l’estàndard de UML, tot i que en el moment que tradueix aquestes interrelacions 
al fitxer .xml no les diferencia d’una interrelació binaria, i per tant és necessari que es representi el 
nom de la interrelació, així com les multiplicitats a ambdues bandes i les claus primàries de les 
classes. 
Amb totes aquestes dades, ja estem preparats per a fer servir Visual Paradigm de forma correcta per a 
representar un esquema de classes UML, interpretable per el traductor, però tot i tenir aquest 
esquema, és necessari saber quina metodologia s’ha de seguir per exportar aquestes dades a un format 
intel·ligible per al Traductor UML. Per emmagatzemar aquesta extracció de dades de forma correcta 
ens hem de dirigir a la opció “File  Export...  XML...” de la barra de menú de l’aplicació. 
 
Il·lustració 9.19 Extracció a .xml en VP 
 
En el diàleg que s’obre, hem d’escollir l’adreça a disc on volem emmagatzemar el fitxer xml i 
l’esquema que volem exportar. En el cas de disposar de més d’un esquema, és necessari realitzar una 
exportació per a cada esquema, ja que en cas contrari quedarà tot emmagatzemat en un sol fitxer on el 
Traductor UML no podrà interpretar els esquemes per separat i serà incapaç de llegir les dades 
incloses.  




Opcionalment, l’aplicació Visual Paradigm, ens ofereix la possibilitat d’exportar una imatge en 
format png amb l’esquema. Evidentment aquesta opció no és obligatòria, però si molt recomanable ja 
que si ens assegurem de que els fitxers .xml i .png s’anomenin igual (exceptuant l’extensió), el 
Traductor UML, representarà per pantalla el diagrama de forma gràfica, la qual cosa ens facilitarà la 
interpretació i configuració futura sense haver de disposar de cap altre visor per recordar el disseny. 
En tot cas, sempre tindrem una representació escrita per part del Traductor UML per facilitar la feina. 
 
Il·lustració 9.20 Extracció a .xml en VP 2 
 
 
9.2. Traductor UML 
 




L’aplicació, disposa d’una única pantalla, tant per visualitzar les dades com per a fer totes les 
configuracions necessàries, amb la intenció de facilitar la comprensió i el funcionament de l’eina. 
En primer lloc, veurem una captura completa de la interfície d’usuari i posteriorment avaluarem 
cadascuna de les parts que podem trobar. 
 
Il·lustració 9.21 Imatge Traductor UML 
 
Com observem en una vista general, la interfície queda dividida en dos parts principals, la meitat 
esquerra, on trobarem tota la informació de l’esquema, i una part dreta, on podrem configurar les 
múltiples opcions que ens ofereix. Addicionalment a aquestes dues meitats trobarem una barra de 
informació inferior, on l’aplicació ens comunicarà els diferents estats, alertes, comentaris o errors que 
puguin succeir durant el transcurs de l’execució i 3 botons (Guardar, Traduir i Sortir) que seran 
accessibles en tot moment, tot i que en alguns cassos els trobarem deshabilitats a causa de l’estat de 




l’aplicació. Per exemple, no trobarem habilitat el botó de traducció si no hem carregat cap diagrama i 
no trobarem habilitada l’opció de guardar fins que no tinguem feta la traducció. 
Centrant-nos en l’àrea esquerra, observem que també es troba dividida en dues meitats. En el cas de 
la divisió superior, veiem la imatge de l’esquema carregat, en el cas de que disposem d’aquesta 
imatge. A la part inferior, trobarem la descripció escrita un cop carregades les dades i posteriorment 
les sentencies SQL de la traducció realitzada. 
A la part dreta de l’aplicació, tenim vàries pestanyes de configuració per a facilitar la comprensió de 
cada punt de configuració. La navegació de les pestanyes es troba deshabilitada en el moment inicial i 
s’habilitarà automàticament quan carreguem el fitxer xml. Un cop tinguem habilitada aquesta 
traducció, podem trobar distribuïdes les dades segons el següent criteri :  
- General : Configuració genèrica per a la càrrega i traducció de l’esquema. 
- Binàries : Configuració de les interrelacions binàries de multiplicitat 1. 
- Generalitzacions : Configuració per a la traducció de interrelacions tipus generalització. 
- Associativa : Configuració per a la traducció de les classes de tipus associatives. 
- N-aries : Configuració per a l’elecció de les claus primàries de les interrelacions n-aries. 
- Claus foranes : Configuració per a l’elecció de les claus foranes en cada interrelació. 
Veiem ara una imatge de la interfície amb un esquema carregat en memòria. 





Il·lustració 9.22 Imatge Traductor UML amb esquema carregat 
 
En aquesta última imatge, ja podem apreciar el canvi en l’estat de la interfície, que ara ens habilita 
funcionalitats que fins el moment eren inaccessibles. 
Per arribar dins aquest nou estat, hem de carregar un dels esquemes de VP, per fer-ho ens dirigirem a 
la part dreta de la interfície, on trobem una línia de text on podem escriure l’adreça completa de la 
ubicació del fitxer .xml, o bé podem obrir un navegador de fitxer pressionant sobre el botó de punts 
suspensius situat a la dreta de la línea de text anterior.  
 
Il·lustració 9.23 Zona de configuració per a la carrega d’esquemes amb el traductor 
 




En tot cas, s’habilitarà el botó , que ens carregarà el fitxer .xml en memòria. La càrrega 
de la imatge png es farà de forma automàtica en cas d’existir amb el mateix nom que les dades de 
l’esquema. 
Ens centrarem en el primer esquema, dissenyat com a exemple en la documentació de Visual 
Paradigm, per explicar les primer funcionalitats del software. En primer lloc, parlem de la part 
informativa, situada a l’esquerra, on trobem la representació gràfica de la classe persona, tal i com la 
veiem a VP. 
 
Il·lustració 9.24 Representació gràfica de l’esquema carregat al Traductor UML 
 
Just a sota d’aquesta representació, trobem la informació representada de forma textual per a 
interpretar el model, en aquest cas, observem com primerament apareix  la definició de la classe i 
posteriorment la paraula “INTERRELACIONS” per marcar el principi de la representació de les 
mateixes, que en aquest cas concret és inexistent. També podem observar que la aplicació ja ha afegit 
algunes restriccions, com son NOT NULL per als atributs que ho necessiten, en aquest cas, la 
necessitat de marcar els atributs com a columnes no nul·les de la taula SQL ve donada per la 
imposició dels atributs afectats com a claus candidates. Com a separador entre les diferents taules i 
interrelacions, el programa ens introduirà una línea de caràcters “-“ en forma de divisor. 





Il·lustració 9.25 Representació textual de l’esquema carregat al Traductor UML 
 
El següent punt d’informació que ens ofereix és la barra inferior, on en aquest cas podem observar el 
missatge de càrrega exitosa. 
 
Il·lustració 9.26 Missatge de informació obtingut amb Traductor UML 
 
Donada la quantitat de missatges que poden aparèixer durant la configuració de la traducció, aquesta 
barra ens ajuda a fer una feina molt més còmoda, al tenir sempre present quines poden ser les 
conseqüències de cadascuna de les nostres decisions sense haver de tenir continus missatges de tipus 
“pop up” que incomodin l’usuari. De la mateixa manera que la barra intenta ajudar, treient els 
missatges sense la incomoditat de les finestres auxiliars, també permet saber quan disposem en ella de 
missatges de més o menys importància sense estar contínuament alerta del seu text. Per fer això 
disposa d’un codi de colors que criden l’atenció dels usuaris segons el caire del text que ens mostra. 
Veiem un exemple de cadascun d’aquests colors que adopta. 
 
Il·lustració 9.27 Missatge de informació, amb transcurs habitual d’esdeveniments 
 
 
Il·lustració 9.28 Missatge de informació especial, sense caire d’error 






Il·lustració 9.29 Missatge de informació amb caire d’advertència 
 
 
Il·lustració 9.30 Missatge de informació amb caire d’error 
 
Un cop estudiades aquestes diferents opcions, estudiem les possibilitats de configuració que ens dona 
el Traductor UML i com en cadascuna d’aquestes ens ofereix més enllà d’una eina directa de 
traducció, una ajuda al disseny de la base de dades, corregint, limitant i advertint les diferents 
casuístiques que ens podem trobar.  
Per poder disposar de totes aquestes opcions, farem servir un disseny UML, que ens permeti fer servir 
les diferents configuracions. 
 
Il·lustració 9.31 Esquema demostració Traductor UML 
 
A la primera de les pestanyes (General), disposem, addicionalment a les dades d’obertura del fitxer 
.xml, d’un desplegable per escollir l’SGBD on volem introduir les sentencies finals. Aquesta opció 
donarà que el Traductor UML adapti les comandes resultants a la sintaxi concreta del SGBD, que 
principalment es diferencien entre sí, per la definició dels tipus empleats per a les columnes de les 
taules. 





Il·lustració 9.32 Pestanya de configuració general 
 
L’última de les possibilitats ofertes per aquest apartat de configuració ens retornarà tots els valors que 
fa servir l’aplicació com a opcions per defecte, al seu estat inicial. 
La següent part de configuració que s’exposa, fa referència a la pestanya “Binàries”, on trobem les 
eines de configuració per aquelles interrelacions binàries de multiplicitat 1, de les que disposa 
l’esquema. En el nostre cas concret, es tracta de la interrelació anomenada “resideix”, que entenent la 
vivenda com a vivenda habitual, s’ha forçat a multiplicitat 1 i ens serveix per especificar cadascuna 
de les parts implicades en aquest apartat. 





Il·lustració 9.33 Pestanya de configuració “Binàries” 
 
A la part superior de la pestanya podem trobar un desplegable amb l’opció per defecte que aplicaríem 
sobre el nostre esquema, és a dir, que si per alguna interrelació binària amb multiplicitat 1 no definim 
cap paràmetre específic de traducció, s’aplicarà l’opció per defecte. Aquesta pot tenir dos valors: 
“Generar interrelació”  on el traductor crearia en tot cas la taula equivalent a la interrelació amb les 
claus foranes cap a les dues taules implicades o bé “Referència entre taules” on el traductor no 
generaria la taula equivalent, sinó que introduiria la clau forana a una de les taules, en l’altre, amb els 
atributs pertinents per fer possible la clau forana. En el cas de marcar aquesta segona opció i trobar 
una interrelació on els dos costats implicats disposen de multiplicitat 1, el software només generarà la 
clau forana en un dels dos sentits, sent aquest escollit de forma aleatòria. 
Posteriorment a l’elecció de l’opció per defecte, podem introduir configuracions específiques a 
cadascuna de les interrelacions binàries de multiplicitat 1 del model, aquestes decisions 
personalitzades prevaldran sobre la opció per defecte. 
Configuració 
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Per dur a terme aquest punt, cal activar la configuració específica i escollir amb el selector de 
interrelacions la interrelació a tractar. Un cop tinguem la interrelació seleccionada, el requadre de 
informació de les classes ens mostrarà quines son les classes implicades en aquesta interrelació, a 
mode informatiu, que ens ajudarà tant a recordar la informació de la interrelació que estem 
configurant com a assegurar-nos de que realment estem treballant sobre la part de l’esquema que 
desitgem. 
D’idèntica manera que per a la opció genèrica, podem escollir les dues formes possibles per traduir la 
interrelació, tot i que si escollim la referència entre les taules, tindrem un punt addicional que ens 
permet decidir en quin sentit de la interrelació volem fer la referència. Evidentment aquest últim punt 
està limitat de forma que si un dels dos costats té multiplicitat *, no es pugui posar la referència a 
aquesta classe, de fet la pròpia aplicació ens limita les opcions per no poder equivocar-nos i només 
ens mostra aquelles classes on es poden posar les claus foranes. Si veiem el nostre exemple, 
observem que en desplegar les opcions ofertes, només ens apareix la classe “Persona”, ja que aquesta 
es l’única classe on podem posar la clau forana. 
 
Il·lustració 9.34 Selector de classes per a interrelacions binàries Traductor UML 
 
Addicionalment a l’elecció de si es vol o no generar la taula pertinent a la interrelació, cal veure que 
si es genera, i com hem vist la interrelació és de multiplicitat 1 en almenys un dels seus costats, indica 
que donada una tupla del costat contrari només estarà relacionada amb una tupla del costat amb 
multiplicitat 1 i per tant, podem observar com l’elecció de la clau primària de la taula equivalent a la 
interrelació es pot reduir a la clau primària de només una de les bandes. Això permet que la clau 
primària de la taula, no sigui simplement una clau única sinó que sigui una clau única i mínima, 
podríem pensar en ella de la mateixa manera en la que pensem sobre una clau primària d’una classe, 
on per exemple, donada una persona podríem identificar-la per el seu DNI, ja que no trobaríem dues 
persones amb el mateix DNI, és evident que si la clau primària que fem comprovar al SGBD es la 
suma DNI + nom, també serà una combinació única ja que no trobarem dues persones amb el mateix 
DNI i el mateix nom, però aquest segon atribut no ens aporta informació discriminant addicional i si 




que implica que el sistema hagi de fer comprovacions més pesades. Per tant el Traductor UML, 
avaluarà aquests cassos i retirarà si es possible un dels costat de la interrelació, en la formació de la 
clau primària de la taula. 
Dir que els atributs de les classes no necessaris per generar la clau primària desapareixen de la 
mateixa, no implica que desapareguin de la taula, ja que una cosa és que no tinguin valor afegit per a 
identificar una tupla concreta, però si i que aporten informació al model i per tant el Traductor UML, 
si que conservarà aquests atributs com a columnes de la nova taula SQL creada. 
El proper grup de personalitzacions que podem escollir per a la nostra traducció, són els oferts per la 
pestanya “Generalització” on de forma similar al cas anterior, podem escollir una opció per defecte i 
una configuració personalitzada per a cadascuna de les herències sempre i quan tinguem el selector 
activat. 
Tot i aquesta similitud en la forma de configurar la traducció, és evident que les necessitats 
provocades per la tipologia de l’esquema, obliguen a que els modes de traducció siguin diferents, 
podent escollir en aquest cas entre les opcions “mixt”, ”superclasse” i ”subclasse”, on en cada cas 
indica en quina taula SQL voldrem col·locar les columnes equivalents a cadascun dels atributs de les 
classes implicades. Especificant una mica més aquest punt, podem dir que, si escollim “superclasse”, 
els atributs de totes les classes membres de la generalització col·locarien els seus atributs com a 
columnes de la taula generada per a la superclasse de la jerarquia. De manera totalment contrària 
actua l’opció “subclasse”, on tots els atributs de la superclasse, passarien a formar part de les 
subclasses. El mode “mixt” implica que cada classe es tradueix en una taula SQL, conservant els seus 
atributs. 
En el cas de les dues primeres opcions especificades, podríem no generar la taula equivalent a la 
classe que ha perdut els atributs, ja que no disposa d’informació, sinó que aquesta ha quedat a la/les 
classe/s receptora/es dels atributs i per tant no aporta res a l’esquema SQL. Tot i que hi ha una 
excepció en la que si necessitem la creació de la taula equivalent perquè si la interrelació que ha 
perdut els atributs disposa d’interrelacions addicionals, és obligatori generar-la o del contrari no 
podríem representar aquestes interrelacions. La solució adoptada en aquets cassos passa per crear la 
taula equivalent, però només col·locarem aquells atributs que facin referència a la clau primària de la 
interrelació. Evidentment això pot obligar a que s’hagin de fer joints entre les taules si aquesta 
interrelació es fa servir per a consultes que han de recuperar les dades que hem mogut, i per tant el 
software ens avisa amb una alerta a la barra de informació per que tinguem constància de la situació. 




Es clar que només és una alerta, si el dissenyador té clar que no necessitarà aquestes dades i per tant 
no castigarà l’SGBD amb joints addicionals, l’opció de tenir la informació en les altres classes resulta 
una decisió correcta i per tant l’aplicació la suporta i tradueix adientment. 
En aquest punt, és important veure com han afectat algunes de les mesures preses a Visual Paradigm. 
En concret ens referim al fet de posar el discriminant en cadascuna de les interrelacions i el tipus de 
discriminació en una d’elles, això ens ha permès que el Traductor UML pugui saber quines 
interrelacions pertanyen a la mateixa herència i mostrant-nos la informació agrupada 
conseqüentment, ajudant al disseny i evitant errors, ja que per a una mateixa herència, el patró de 
traducció ha de ser el mateix.  
Per entendre millor aquest punt agafarem l’exemple de la jerarquia formada sota la classe persona, on 
pengen dues classes amb el mateix discriminant “sexe” i veurem que l’aplicació ens ensenya la 
informació com si es tractés d’una sola interrelació. 
 
Il·lustració 9.35 Configuració generalitzacions a traductor UML 
Selector per a 
l’opció genèrica. 








Activa / desactiva 
la configuración 
específica. 




En l’apartat de les ajudes restrictives que ofereix en aquest punt el projecte, observem que per a la 
generalització de vivendes amb discriminant per tipus, hem marcat que la distribució de les dades de 
la superclasse en la subclasse és incompleta i per tant si intentéssim posar els atributs de la 
superclasse en la subclasse perdríem la informació relacionada amb aquelles vivendes de tipus 
diferent a Unifamiliar, per tant l’aplicació, conscient d’aquesta discriminació, ens limita les opcions 
de traducció en aquesta interrelació a només “mixt” i “superclasse”. 
 
Il·lustració 9.36 Configuració generalitzacions a traductor UML 2 
 
Seguidament, veiem les possibilitats ofertes per a configurar la traducció d’aquelles classes de tipus 
associatives. Per descobrir dites opcions cal navegar dins a la pestanya “Associatives”, on trobarem 
novament, una opció per defecte i una configuració personalitzada per a cada classe de tipus 
associativa. Les opcions ofertes per aquestes classes, passen per poder dirigir els atributs de la classe 
associativa, així com les claus foranes a les classes de les que hereta les seves dades a una de les 




pròpies classes pare. Per poder fer això és necessari que la interrelació de la que penja la classe 
associativa, sigui binaria i que la multiplicitat d’almenys una de les bandes sigui 1, ja que en cas 
contrari no podríem traduir en columnes ni els atributs de la classe associativa, ni la clau forana a 
l’altre classe. Respecte a la possibilitat de posar les dades en una o una altre de les classes, cal dir, que 
només és possible posar les dades en aquella classe on la multiplicitat de l’altre extrem sigui 1, 
independentment de la multiplicitat obtinguda en la seva banda. 
De la mateixa manera que en les generalitzacions, les classes associatives poden disposar de 
interrelacions addicionals, en aquest cas no és possible posar les dades de la classe a les classes de les 
que penja i per tant s’ha de generar forçosament la classe associativa, on apareguin tots els atributs. 
En la situació suposada de que l’opció per defecte per a aquestes classes sigui passar els atributs a les 
superclasses, el software avaluarà cas a cas si és possible i només ho aplicarà en aquells casos on 
SQL ens permet fer la representació de l’esquema, aquests casos són els que passen per les 
condicions mencionades anteriorment. En el cas de disposar d’una interrelació on ambdues bandes 
tinguin multiplicitat 1 i l’usuari no ha indicat quina serà la taula on incorporarem els atributs de la 
classe associativa, l’aplicació escollirà de forma aleatòria quina de les dues classes es col·loquen les 
dades. 
Respecte a la decisió de generar la classe associativa, sempre serà una opció vàlida, però en tot cas 
l’aplicació avaluarà la situació de com es forma la clau primària, aquesta avaluació es farà seguint les 
mateixos criteris que per a les interrelacions binàries amb multiplicitat 1. Donada una classe que 
pengi d’una interrelació n-aria, s’eliminarà de la clau primària com a màxim els atributs d’una de les 
superclasses. 
Per poder gestionar tot això, disposem d’una distribució d’opcions tal i com es veu en la següent 
imatge: 





Il·lustració 9.37 Configuració classes associatives en traductor UML 
 
Com podem observar en l’anterior imatge, les possibilitats de traducció estan deshabilitades per al 
nostre model, ja que la única classe associativa de la que disposem penja d’una interrelació ternària. 
Per a les interrelacions de tipus n-ari, l’aplicació ens permet escollir quina serà la formació de la clau 
primària de la taula equivalent a la interrelació, ja que estem obligats per definició a generar dita 
taula. 
En cas de no decidir cap clau primària per a la interrelació, el Traductor UML, escollirà aleatòriament 
una del les claus primàries possibles, sent sempre un conjunt mínim d’atributs.  
De la mateixa manera, ens obliga a escollir una clau mínima en la configuració, avisant-nos amb un 
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Il·lustració 9.38 Configurador de interrelacions binàries en Traductor UML 
 
Per a seleccionar més d’un ítem de la llista, és necessari prémer sobre amb el ratolí mentre s’aguanta 
la tecla CTRL del teclat. 
Finalment, la pestanya “Claus foranes” ens permet configurar quina de les claus candidates de les que 
disposa una classe es convertirà en la clau forana de la taula que la referencia, podent escollir una 
clau diferent per a cada interrelació binària en la que es troba. 
En aquest apartat, hem de ser conscients de que les interrelacions que ens apareixen són tant aquelles 
que tenen multiplicitat *, com multiplicitat 1, ja que això no afecta a les columnes que es facin servir 
com a claus foranes, sempre i quan aquestes siguin claus vàlides i el SGBD de destí ens ho permeti. 
Per tant, en primer lloc seleccionarem la interrelació a configurar i posteriorment, la classe i la clau 
forana que vulguem escollir. 
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interrelació a 
configurar. 
Selector de la 
classe per formar la 
clau primària de la 
taula. 





Il·lustració 9.39 Configurador de claus foranes del Traductor  UML 
 
Un cop escollides totes les opcions possibles de traducció, ja podem traduir el nostre esquema a SQL 
amb el botó , que provocarà la traducció i mostrarà en l’àrea de sortida, les sentències 
generades.  
En el moment que es fan visibles aquestes noves instruccions llestes per a introduir al SGBD, se’ns 
activa el botó , amb el que podrem desar aquestes noves instruccions en un fitxer amb 
format SQL. En el moment d’escollir el nom del fitxer, es pot posar l’extensió, de manera que el 
software ho respectarà, però si no es poses s’afegiria de forma automàtica. 
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9.2.1. Configuració d’SGBDs 
El Traductor UML, es capaç d’adaptar les sentències SQL a diferents SGBDs tot i que inicialment 
s’entrega amb la configuració per traduir a PosgresSQL. 
Tant per poder afegir nous SGBDs com per a poder modificar en cas necessari els ja existents, ens 
hem de dirigir al fitxer CONFIG.xml que es troba en el mateix directori que el .jar del traductor. 
En aquest fitxer de configuració, podem diferenciar clarament dues parts, la primera on s’identifiquen 
el nom del SGBD i les comandes SQL de creació de taules amb les seves claus primàries i constraints 
i una segona part on es fa l’equivalència dels diferents tipus de dades de Visual Paradigm. 
En la primera part, només es normal modificar el nom del SGBD (etiqueta “SGBD” atribut “name”), 
ja que les sentències SQL seran les mateixes en un SGBD o un altre, però podria ser que en algun cas 
especial, tinguéssim un SGBD amb una sintaxi diferent i per aquest motiu s’ha decidit incorporar 
aquesta part en el fitxer de configuració i no com un contingut estàtic de l’aplicació. 
La segona part es on trobarem les diferencies més importants entre els diferents SGBDs, ja que 
habitualment, cadascun disposa de tipus de dades diferents i per tant si que s’haurà de modificar per 
poder obtenir un resultat correcte. La llista d’etiquetes que fan referència als tipus de dades, 
s’anomenen igual que els tipus que representen per poder facilitar la comprensió i configuració. 
D’aquesta manera veiem que les etiquetes de tipus de dades estan representades per la següent llista: 
“BOOL”, “BYTE”, “CHAR”, “DOUBLE”, “FLOAT”, “INT”, “SHORT”, “LONG” i “STRING”. 
Tots els tipus de dades, estan agrupats sota un altre etiqueta de fitxer “DATA_TYPES”. 
Es imprescindible que tots els SGBDs introduïts tinguin totes les etiquetes de igual manera que es 
obligatori que totes les etiquetes estiguin sota el mateix ordre i amb tots els seus atributs. 
  




10. Guia ràpida d’usuari 
 
10.1. Visual Paradigm 
 
En primer lloc s’han de definir els estereotips que es faran servir a la eina, per fer-ho: a la barra de 
menú “Tools”  “Configure Stereotypes...” 
Cal definir els següents estereotips: 
“Core  Generalization” 
- Complete 
- Incomplete 
- Complete, disjoint 
- Complete, overlapping 
- Incomplete, disjoint 
- Incomplete, overlapping 
“Class  Attribute” 
- UNIQUE 
- NOT NULL 
- CKxx on “xx” son valors numèrics, s’aconsellen valors del 01 fins 10. 
“Class  Association” 
- Comp 
Per fer-ho pressionarem sobre el botó Add... un cop seleccionat “Core  Generalitzation”, “Class  
Attribute” o “Class  Association”i introduir en el camp “name” les dades esmentades. 
Es possible, que els estereotips assignats als elements del diagrama, no es visualitzin, en aquest cas 
podem activar i desactivar la seva visualització prement amb el botó dret del ratolí sobre un tros en 
blanc de l’àrea de disseny si seleccionant l’opció “Presentation Options  Show Stereotypes”. 
Un cop definits els estereotips, ja es pot crear el diagrama de classes. Barra de menú “File  New 
Diagram...  UML Diagrams  Class Diagram”. 




En el moment que generem aquest nou diagrama, ens demana un nom. Aquest nom serà el que tindrà 
el fitxer .png en el cas de voler-lo generar en el moment de fer l’export de l’esquema a .xml. 
El nostre entorn, apareixerà de la següent forma: 
 
 
Il·lustració 10.1 VP - nou diagrama de classes 
Per poder dissenyar un diagrama correcte, només cal seleccionar a la barra d’eines el tipus d’objecte a 
col·locar i posar-ho sobre la part que desitgem de l’àrea de disseny. 
Un cop tinguem dibuixada una classe amb els seus atributs, es poden marcar les claus candidates de 
la classe posant a cadascun dels atributs oportuns l’estereotip “CKxx”. Es consideraran atributs d’una 
mateixa clau ja sigui primària (les claus primàries es marquen amb l’estereotip “PK”) o candidata, 
tots els atributs de la mateixa classe que estiguin marcats amb el mateix estereotip. 
Per a que el diagrama sigui vàlid, cal seguir les següents restriccions, omplint les dades de cada 
objecte en la barra de propietats. Les propietats que es mostraran en aquesta barra, sempre 
corresponen a l’objecte seleccionat a l’àrea de disseny. 
- Tota classe ha de tenir nom. 
Propietats dels objectes. Àrea de disseny. Eines de disseny. 




- Tota classe excepte subclasses d’una generalització o classes associatives, ha de tenir com a 
mínim un atribut amb l’estereotip “PK”. 
- Totes les interrelacions binàries i reflexives han de tenir nom, excepte si hi penja una classe 
associativa o es una interrelació de tipus composició. 
- El connector de totes les interrelacions n-aries, ha de tenir nom. 
- Totes les interrelacions de tipus generalització han de tenir el discriminant de la interrelació 
en el camp “name” de les propietats de la interrelació. 
- Els extrems de tota interrelació corresponents a una classe, han de tenir multiplicitat, excepte 
generalitzacions i associatives. En el cas de les n-aries, el software ens permet posar 
multiplicitat en les dos bandes de cada pota, però les multiplicitats de la banda del connector 
de la interrelació seran ignorades per el Traductor UML, sent obligatòries les multiplicitats de 
la banda que queda al costat de la classe. 
- Tota interrelació de tipus composició ha de tenir el estereotip “Comp”. 
- Una de les interrelacions que pengen d’una mateixa superclasse amb un mateix discriminant, 
ha de tenir com estereotip, el criteri pel qual es fa la discriminació “complete, overlapping”... 
- Tot atribut, ha de tenir assignat un tipus de dada vàlid. 
Es consideraran tipus vàlids per als atributs, els predefinits per l’aplicació Visual Paradigm i aquells 
que puguin ser interpretats directament per l’SGBD final, com per exemple VARCHAR[20] a 
postgresSQL. 
Un cop dissenyat i salvats els canvis del diagrama, s’ha d’exportar a XML. “File  Export  
XML...” 
Apareix un quadre de diàleg on s’ha de marcar el diagrama concret a exportar, l’adreça on es vol 
emmagatzemar i si es vol o no generar la imatge .png del diagrama. (No es pot exportar més d’un 
diagrama de forma simultània). 
Si generem la imatge .png, aquesta ha de tenir el mateix nom que el fitxer .xml, si volem que el 
Traductor UML ens la mostri.  




10.2. Traductor UML 
 
Per executar l’aplicació, és necessari llençar el fitxer Traductor.jar. 
 
 Visor d’imatges Navegació per pestanyes Barra d’adreces  
 
Il·lustració 10.2 Traductor UML 
 Quadre de sortida  Barra de missatges 
 
Per carregar un esquema, podem escriure la ruta absoluta fins els fitxer .xml o bé seleccionar el fitxer 
amb el botó  i prémer . 




Un cop carregat el model, es pot configurar la traducció de l’esquema, amb els diferents punts oferts a 
les pestanyes. 
Pestanya “Binàries”: Mostra les interrelacions binàries o reflexives que tenen multiplicitat 1 com a 
mínim en una de les seves bandes. 
 
Il·lustració 10.3 Guia ràpida d'usuari: pestanya binàries Traductor UML 
En aquesta pestanya, es pot escollir si volem que les interrelacions d’aquest tipus generin una taula 
equivalent o bé que les taules de les classes interrelacionades tinguin una FK a l’altre taula.  
Aquestes dades es poden assignar com a opció per defecte o bé interrelació a interrelació. En el segon 
cas, l’opció de traducció escollida sobrevaldrà sobre l’opció per defecte i addicionalment podem 
escollir a quin costat posarem la clau forana si és que les condicions de la interrelació ho permeten o 
be escollir quina serà la PK de la taula equivalent a la interrelació en aquelles de multiplicitat 1-1. 
Les opcions específiques, només es tenen en compte si l’opció està seleccionada. 




Pestanya “Generalització”:  Mostra les generalitzacions del model. 
 
Il·lustració 10.4 Guia ràpida d'usuari: pestanya generalitzacions Traductor UML 
Com en el cas de les binàries, es pot escollir una opció per defecte i una opció concreta per a cada 
generalització, que sobrevaldrà sobre la genèrica. 
En aquest cas, veurem la informació de subclasses i superclasse implicada en cada generalització en 
el moment que la seleccionem i podrem escollir si volem que els atributs de cada classe es quedin en 
la taula equivalent a aquesta classe (mixt), que es moguin a la superclasse de la generalització 
(superclasse) o bé que es posin tots en les subclasses (subclasse).  
Aquestes opcions poden ser limitades en alguns cassos, si el tipus de discriminació que es fa en la 
generalització concreta així ho obliga. 
Com en el cas de les binàries, només es tenen en consideració les opcions específiques si s’ha indicat. 




Pestanya “Associatives”: Ens permet configurar la traducció de les classes associatives disponibles a 
l’esquema carregat. 
 
Il·lustració 10.5 Guia ràpida d'usuari: pestanya Associatives Traductor UML 
En el cas de les associatives, podem escollir si volem generar la taula SQL equivalent a la classe 
associativa o bé volem posar les seves dades en una de les classes que la formen que formen part de 
la interrelació de la que penja la classe associativa. 
Aquestes opcions només seran vàlides per a classes associatives que pengin d’interrelacions binàries 
amb multiplicitat 1 en alguna de les bandes de la interrelació. Si ambdós costats disposen de 
multiplicitat 1, podem escollir en quina de les classes volem posar els atributs de la associativa. 
Con en els dos cassos anteriors, disposen d’una opció per defecte que ens evita configurar classe a 
classe el nostre esquema que s’activen o desactiven amb un check box.  




Pestanya “N-aries”: Permet configurar les claus primàries que formen la taula equivalent a la 
interrelació de tipus n-aria escollida. 
 
Il·lustració 10.6 Guia ràpida d'usuari: pestanya N-aries Traductor UML 
Un cop escollida la interrelació que volem configurar, hem de dir quins seran els atributs que 
formaran la clau primària, escollint les classes d’on provenen aquests atributs.  
Per seleccionar els ítems s’ha de prémer la tecla “ctrl” del teclat i seleccionar amb el ratolí la classe 
en la llista de classes implicades. Si agafem una clau no vàlida, l’aplicació ens avisa mitjançant la 
barra de missatges. 
Si no se seleccionés una opció, el Traductor UML escollirà una de les possibles claus per a fer la 
traducció de forma automàtica. 
En qualsevol dels dos cassos, les claus candidates no escollides com a clau primària, serien claus 
alternatives i per tant les trobaríem a les sentencies SQL com a tals.  




Pestanya “Claus Foranes”: punt on podem configurar per a cada interrelació binària, quina serà la clau 
forana de cadascuna de les classes que la formen, es a dir si volem apuntar a la clau primària de la 
taula o alguna de les seves claus alternatives. 
 
Il·lustració 10.7 Guia ràpida d'usuari: pestanya Claus Foranes Traductor UML 
 
Un cop configurats tos els punts de la traducció, podem traduir el model amb el botó , 
que ens mostrarà la resposta en el quadre de sortida d’on podrem copiar i enganxar en el nostre 
SGBD o bé guardar el resultat en un fitxer .txt amb el botó . 
  











En començar el projecte, tenia clar quin era l’objectiu, tot i que existien molts dubtes de que 
s’esperava d’un PFC. 
Al llarg del projecte, he trobat nous punts on els estudis realitzats durant la carrera només m’havien 
donat les pautes o idees de funcionament, però no quin és el funcionament exacte per a poder dur a 
terme el procés. Això m’ha permès formar-me en aquests punts necessaris pel desenvolupament 
d’enginyeria del software, de manera autodidacta, la qual cosa, segons la meva opinió permet 
consolidar millor els coneixements assolits.  
Per altra banda, existeixen molts moments durant el procés de desenvolupament en que la visió 
general sembla confusa i poc clara, tot i que sempre podia associar els punts més pròxims a alguna 
metodologia treballada a la carrera, Això m’ha dut gairebé sense adonar-me a un desenvolupament 
correcte, on finalment ha aparegut un resultat satisfactori i m’ha demostrant que el treball d’aquests 
anys és suficients per entendre el procés complet, tot i que la fracció en la que s’explica, pugui donar 
a entendre el contrari. 
El projecte, no només m’ha permès consolidar coneixements i posar a prova els meus estudis, sinó 
que m’ha aportat una experiència molt valuosa en la gestió de projectes d’aquesta mena, on estic 
segur de que podria corregir per endavant alguns dels imprevistos que han sortit. De la mateixa 
manera que queden molts per repassar i millorar mitjançant la futura experiència laboral. 
Tot i ser un projecte molt relacionat amb els estudis impartits a la FIB, aquest projecte, igual que 
qualsevol projecte tècnic, m’ha aportat una especialització i millora important en tots aquells punts a 
que tracta, com llenguatges UML, SQL o desenvolupament JAVA. 
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