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ANEXO I: PLANOS GENERALES DE LA INSTALACIÓN DE LA FUNDACIÓN PARA 
EL DESARROLLO DE NUEVAS TECNOLOGÍAS DEL HIDRÓGENO EN ARAGÓN
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ANEXO II: FICHA TÉCNICA, ADES 7F-18M  
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ANEXO III: FICHA TÉCNICA, INGECON SUN SMART (SIN TRANSFORMADOR) 
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ANEXO IV: CÁLCULO Y SELECCIÓN DE COMPONENTES DE LAS ETAPAS DE 
ACONDICIONAMIENTO 
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Placa Tensión Continua  
 Fondo  de Escala 750 V         Divisor resistivo: 4 Resistencias más la que mido 
(las resistencias aguantan como mucho 200V cada una). 
 
ହ
଻ହ଴ ൌ 0.00666              ≅             
ହ௄ଷ଺
ସ	∙ଶ଴଴௄ାହ௄ଷ଺ ൌ 0.006655	 
 
             
௠á௫௜௠௢଻ହ଴௏
												଼଴ହ௄ଷ଺							 ൌ 0.9313	݉ܣ              
௠í௡௜௠௢ହ଻଴௏
଼଴ହ௄ଷ଺ ൌ 0.70776	݉ܣ 





Código RS Canales Placas Cantidad 
RC55Y-5K36BI  166-469               x3 x2 6 
RC55Y-200KBI  167- 973  (x4)       x3  x2 24 
 
 








Código RS Canales Placas Cantidad
Fusible TDC10-25OMA 412-223 x3 x2 6 
Portafusible 0751.0142 484-8272 (x2)      x3 x2 12 
Diodo 1N4007RLG 649-1143 x3 x2 6 
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Código RS Canales Placas Cantidad
Amplificador de aislamiento ISO124P 300-8243               x3     x2 6 
Zócalo DIP16 W30516TRC 813-137               x3       x2  6 
 





Código RS Canales Placas Cantidad
Bombas de carga 
 
DCP010515DBP 620-0903 x4 x2 8 
Zócalo DIP14 
 
W30514TRC 813-121      x4 x2 8 
Condensador  0.47µF 
 







Código RS Canales Placas Cantidad 












       x2 
 
       x2 
8 
 
         8 
Señal al registrador 
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Placa Tensión Alterna: 
 Fondo de escala 500V           cada resistencia aguata 200V, hacen falta 3 más 
la que mido. 
ହ
ହ଴଴ ൌ 0.01                  ≅               
ସ௄ଽଽ
ଷ∙ଵ଺ହ௄ାସ௄ଽଽ ൌ 0.00998 
 
500ܸ
499ܭ99 ൌ 1	݉ܣ 





Código RS Canales Placas Cantidad 
RC55Y-165KBI  167-894 (x3)           x3 x2 18 
RC55Y-4K99BI  166- 973                  x3  x2 6 
 Circuito de Protección: 
Igual que el de la placa de continua pero sin diodo. 
 Aislamiento galvánico: 
Igual que el de la placa de continua. 








Convertidor AD536AIQ 308-786              x3     x2 6 
Zócalo DIP14 W30514TRC 813-121                
x3 





297-9970  (x2)        
x3 
      x2 12 
Condensador (CA-V) 3.3µF ECA1EHG332 365-4177                
x3 
      x2 6 
 Alimentación de la placa 
Igual que la de Vcc 
 Conectores: 
Igual que la de Vcc 
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Placa Intensidad Continua 
Inominal = 8.33A                            Imáximo= 10A 
 




Código RS Canales Placas Cantidad 
Sensor LTSR15-NP 499-5362 x3     x2 6 
 
 Circuito de protección: 
No se necesita 
 
 Alimentación:   
5V         directo de la fuente 
 
 Conectores: 
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Placa Intensidad Alterna 
Inominal = 18.2A                            Imáximo= 20A 
 




Código RS Canales Placas Cantidad 
Sensor LTSR25-NP 499-5378 x3     x2 6 
 
 Paso de Alterna a Continua: 







Código RS Canales Placas Cantidad
Bomba de carga DCP010515DBP 620-0903              X1     x2 2 
Zócalo DIP14 W30514TRC 813-121                X1       x2  2 
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Figura 1. Diseño PCB tensión continua. 
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Figura 2. Diseño PCB corriente continua. 
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Figura 3. Diseño PCB tensión alterna. 
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Figura 4. Diseño PCB corriente alterna. 
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ANEXO VI: ESQUEMATICO ARDUINO MEGA 
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ANEXO VII: PROGRAMA EN C DEL MICROCONTROLADOR 
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//4d4 l0v3 
//arduino meteo sd 
 






//bibliotecas para reloj 
#include <WProgram.h> 
#include <Wire.h> 
#include <DS1307.h> // written by  mattt on the Arduino forum 
and modified by D. Sjunnesson 
//trabajar con strings.. 
#include <stdio.h> 
 
#define SENSOR_COUNT     12 // number of analog pins to log 
//reutilizo el flush de la sd para mandar por la ls, manda 1/seg 
#define SYNC_INTERVAL 1000 // mills between calls to sync() 
//las podria haber definido como hexa 
#define SD_ERROR  666  //hay error de la sd 
#define SYNC_SERIE 555 //hay que copiar en la linea serie 
#define TAM_CAD 27 //tamanio de cadenas 
 
 
#define PIN_PULSOS 21 
 
//numbers 0 (on digital pin 2) and 1 (on digital pin 3). The 
Arduino Mega has an additional four: numbers 2 (pin 21), 3 (pin 
20), 4 (pin 19), and 5 (pin 18).  
#define INTERRUPCION 0 //pin dig 2 
volatile unsigned long int pps = 0; //contador de pulsos por 
segundo 
 
//#define ENABLE_SERIAL_DEBUG //debug por la linea serie 
 
//fichero actual 
char name[TAM_CAD] = "LOGGER00.CSV"; 
 
//calibraciones. seran floats 




unsigned long sum[SENSOR_COUNT]; 
int maximo[SENSOR_COUNT]; 
int minimo[SENSOR_COUNT]; 
unsigned long sum_cuadr[SENSOR_COUNT]; 
 
//contador 
unsigned long numMuestras = 1; 
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//hay que guardar 
boolean guardar = false; 
//guardamos 1 vez cada "intervalo" minutos 
int lastmin = 99; 
 
//manda muestras por la linea serie 
boolean DATOS_SERIE = true; 
 
//intervalo de agrupamiento: minutales, diezminutales 
int intervalo = 0; 
 
char horaCad[TAM_CAD]; //cadena que guarda la hora 







//si hay error en la sd desactivo las escrituras 
int estado_sd = 0; 
int mandar= 0; //mandar serie 
int leidos = 0; //caracteres leidos por la linea serie 
char comando[TAM_CAD]; //comando recibido por la linea serie 
//int esperados = 0 ; 
boolean recibido = false;  
 
//el char ya no se usa , se puede quitar 
void error(char *str) 
{ 
  estado_sd = SD_ERROR; //error, ya no escribira mas 
  #ifdef ENABLE_SERIAL_DEBUG 
    Serial.println(str); 






  pps++; 
} 
 
/*pone en hora el rtc y lo resetea*/ 
void setHora(int d, int m, int a, int h, int mi, int s, int dow) 
{ 
  RTC.stop(); 
  RTC.set(DS1307_SEC,s);        //set the seconds 
  RTC.set(DS1307_MIN,mi);     //set the minutes 
  RTC.set(DS1307_HR,h);       //set the hours 
  RTC.set(DS1307_DOW,dow);       //set the day of the week 
  RTC.set(DS1307_DATE,d);       //set the date 
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  RTC.set(DS1307_MTH,m);        //set the month 
  RTC.set(DS1307_YR,a);         //set the year 
  RTC.start(); //resetea el reloj 
   
} 
void EEPROM_writeDouble(int ee, double value) 
{ 
    byte* p = (byte*)(void*)&value; 
    for (int i = 0; i < sizeof(value); i++) 
   EEPROM.write(ee++, *p++); 
} 
 
double EEPROM_readDouble(int ee) 
{ 
    double value = 0.0; 
    byte* p = (byte*)(void*)&value; 
    for (int i = 0; i < sizeof(value); i++) 
   *p++ = EEPROM.read(ee++); 




* Lee un fichero y lo envÃa por la linea serie 
*/ 
void leerFichero(char * tmpname, boolean sinCabecera) 
{ 
 
  int tmax = 1024; 
  uint8_t buffer[tmax+1]; 
  int leidos; 
  boolean inicio = true; 
  int pos = -1; 
  int i; 
 
 //enviamos por serie el nombre de fichero 
 //Serial.println(tmpname); 
 //abrir fichero              
 if (file.open(root,tmpname,O_READ)) 
 { 
 
   //leer linea y enviar por ls 
   while ((leidos = file.read(buffer,tmax))>0) 
   { 
                   buffer[leidos]='\0'; 
                    
                   if ((sinCabecera)&&(inicio)) 
                   { 
                     //quitamos la cabecera: 
                    for (i=0;i<leidos;i++) 
                    { 
                      if ((buffer[i]=='\n')||(buffer[i]=='\r')) 
                      { 
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                        pos = i+2; 
                        break; 
                      } 
                    } 
                     if (pos!=-1) 
                     { 
  //                     Serial.println(pos); 
  //                     Serial.println(leidos); 
                       if (pos<leidos) 
                         Serial.print((char *)buffer + pos); 
                       inicio = false; 
                     } 
                   }else 
                     Serial.print((char *)buffer); 
   } 
   //si fin de fichero, cerrar y enviar caracter especial   
   //Serial.println("Cerramos el fichero");      
   file.close();  
  }else 
  { 
    #ifdef ENABLE_SERIAL_DEBUG 
      Serial.println("Error abriendo el 
fichero!!!!!!!!!!!!!!!!!!!!!!"); 
    #endif 









  int res = 0; 
  int i = 0; 
  char tmpname[TAM_CAD] = "LOGGER00.CSV"; 
   
    //debug: 
    #ifdef ENABLE_SERIAL_DEBUG 
    for (i=0;i<TAM_CAD;i++) 
    { 
       Serial.print(comando[i]);    
    } 
    Serial.println(""); 
    #endif 
   
    if (comando[0]=='f') //comando hora 
    {       
          int dia, mes, ano, hora, minu, seg, dd; 
          #ifdef ENABLE_SERIAL_DEBUG 
            Serial.println("f::comando fecha!"); 
          #endif 
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          res = sscanf(comando,"f%d/%d/%d %d:%d:%d 
%d",&dia,&mes,&ano,&hora,&minu,&seg,&dd); 
          setHora(dia,mes,ano,hora,minu,seg,dd); 
 
       
    }else if (comando[0]=='c') //calibracion 
    { 
      int can; 
      char off1[10]; 
      char pen1[10]; 
      #ifdef ENABLE_SERIAL_DEBUG 
        Serial.println("c::comando calibracion!"); //canal 
offset pendiente 
      #endif 
      //avr no ha implementado conversion para double o float en 
sscanf ni sprintf.. ole 
      res = sscanf(comando,"c%d %s %s",&can,off1,pen1); 
      if ((can>=0)&&(can<SENSOR_COUNT+1)) //+digital 
      { 
              offset[can]=atof(off1); 
              pendiente[can]=atof(pen1); 
              #ifdef ENABLE_SERIAL_DEBUG 
                Serial.println(can); 
                Serial.println(offset[can]); 
                Serial.println(pendiente[can]);      
              #endif 
 
        EEPROM_writeDouble(can*4, offset[can]); 
        EEPROM_writeDouble((can+SENSOR_COUNT+1)*4, 
pendiente[can]); //+digital 
      }else { 
        #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println("canal fuera de rango!!"); 
        #endif 
      } 
    }else if (comando[0]=='i')//intervalo de agrupamiento en 
minutos:minutales,diezminutales 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
        Serial.println("i::comando intervalo!"); 
      #endif 
        res = sscanf(comando,"i%d",&intervalo); 
      #ifdef ENABLE_SERIAL_DEBUG 
        Serial.println(intervalo); 
      #endif 
        //EEPROM.write((2*SENSOR_COUNT-1)*4,intervalo); 
        EEPROM.write((2*SENSOR_COUNT)*4,intervalo); //+1 digital 
    }else if ((comando[0]=='b')&&(comando[1]=='t')) //borrar 
todos los ficheros menos el actual. 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
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        Serial.println("bt::borrando todos los ficheros de 
datos"); 
        Serial.println("cerrando fichero actual..."); 
      #endif 
      file.close(); 
      for (uint8_t xi = 0; xi < 100; xi++) { 
             tmpname[6] = xi/10 + '0'; 
             tmpname[7] = xi%10 + '0'; 
              
             SdFile::remove(root,tmpname); 
      } 
      crearFichero(); 
       
     
    }else if ((comando[0]=='d')&&(comando[1]=='t')) //descarga 
de todos los ficheros de datos 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
        Serial.println("dt::comando descargar todos los 
datos!");  
      //cerramos el fichero actual 
      Serial.println("cerrando fichero actual..");  
      #endif 
      file.close(); 
      int totalf = 0; 
      //cargamos lista de ficheros 
      sscanf(name,"LOGGER%d.txt",&totalf); 
      #ifdef ENABLE_SERIAL_DEBUG 
        char msjx[100]; 
        sprintf(msjx,"hay un total de %d ficheros",totalf); 
        Serial.println(msjx); 
      #endif 
      //para cada fichero: 
 
      Serial.println("#"); 
      for (uint8_t xi = 0; xi <= totalf; xi++) { 
             tmpname[6] = xi/10 + '0'; 
             tmpname[7] = xi%10 + '0'; 
             //enviamos por serie el nombre de fichero 
             if (xi == 0) 
               leerFichero(tmpname,false); //el primero con 
cabecera 
             else  
               leerFichero(tmpname,true); 
      } 
      Serial.println("?"); 
      //volvemos a abrir fichero y posicionamos al final 
      Serial.println("Continuamos..."); 
      file.open(root,name,O_APPEND | O_WRITE); 
    }else if (comando[0]=='d') //descargamos fichero_i 
    { 
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       #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println("d_i:descargar fichero i!");  
         //cerramos el fichero actual 
         Serial.println("cerrando fichero actual..");  
      #endif 
      file.close(); 
 
        int nfich=0; 
        res = sscanf(comando,"d%d",&nfich); 
        tmpname[6] = nfich/10 + '0'; 
        tmpname[7] = nfich%10 + '0'; 
    Serial.println("#");    
        leerFichero(tmpname,false); //con cabecera  
    Serial.println("?"); 
      //volvemos a abrir fichero y posicionamos al final 
      Serial.println("Continuamos..."); 
      file.open(root,name,O_APPEND | O_WRITE); 
     
    }else if (comando[0]=='g') 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println("g:nÃºmero de ficheros creados");  
      #endif 
       
        i = 0; 
        sscanf(name,"LOGGER%d.txt",&i); 
        Serial.println(i);  
    }else if (comando[0] == 's') //actv/desact salida de datos 
por ls 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println("s:activar/desactivar la salida de 
datos por linea serie");  
      #endif 
 
       i = 0; 
       sscanf(comando,"s%d",&i); 
       if (i == 1) DATOS_SERIE = true; 
       else DATOS_SERIE = false; 
    }else if ((comando[0]=='l')&&(comando[1]=='f'))//devuelve la 
fecha 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println("lf: leer fecha");  
      #endif     
       
      char horaCad[200]; 
      i = RTC.get(DS1307_MIN,false); 
   
      sprintf(horaCad,"%d/%d/%d %d:%d:%d", 
      RTC.get(DS1307_DATE,true), //dia, actualiza 
      RTC.get(DS1307_MTH,false), //mes 
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      RTC.get(DS1307_YR,false),  //anno 
      RTC.get(DS1307_HR,false),  //hora 
      i, //min 
      RTC.get(DS1307_SEC,false)); //segundo 
       
      Serial.println(horaCad); 
       
       
    }else if ((comando[0]=='l')&&(comando[1]=='c'))//devuelve el 
nÃºmero de canales 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println("lc: leer numero de canales");  
      #endif     
     
    Serial.println(SENSOR_COUNT+1); //+digital 
     
    }else if ((comando[0]=='l')&&(comando[1]=='i'))//devuelve el 
nÃºmero de canales 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println("li: leer intervalo");  
      #endif     
     
    Serial.println(intervalo); 
     
    }else if (comando[0]=='l')//devuelve la calibracion de un 
canal 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println("l<numero>: leer calibracion de 1 
canal");  
      #endif     
      i = 0; 
      sscanf(comando,"l%d",&i); 
      if ((i>=0)&&(i<SENSOR_COUNT+1)) //+digital 
      { 
        Serial.print(offset[i]); 
        Serial.print(" "); 
        Serial.println(pendiente[i]); 
      } 
    }else if (comando[0]=='h') //comando ayuda 
    { 
      #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println("h:comando ayuda");  
      #endif     
      Serial.println("LISTADO DE COMANDOS:"); 
      Serial.println("ajustar fecha: fdia/mes/ano hora:min:seg 
dia_semana*"); 
      Serial.println("ajustar calibracion canal: ccanal offset 
pendiente*"); 
      Serial.println("intervalo: iminutos*"); 
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      Serial.println("descargar todos los ficheros: dt*"); 
      Serial.println("descargar un fichero: dnumero*"); 
      Serial.println("numero de ficheros: g*"); 
      Serial.println("borrar todos los ficheros: bt*"); 
      Serial.println("activar/desactivar salida datos por linea 
serie: s1*/s0*"); 
      Serial.println("leer calibracion de canal: lnumero*"); 
      Serial.println("leer fecha de datalogger: lf*"); 
      Serial.println("leer numero de canales configurados: 
lc*"); 
      Serial.println("leer intervalo: li*"); 
      Serial.println("mostrar ayuda: h*"); 
     
    } 
     
   //reinicio la cadena 
   for (i=0;i<TAM_CAD;i++) 
   { 
     comando[i]=0; 
     





template <class T> int EEPROM_writeAnything(int ee, const T& 
value) 
{ 
    const byte* p = (const byte*)(const void*)&value; 
    int i; 
    for (i = 0; i < sizeof(value); i++) 
   EEPROM.write(ee++, *p++); 
    return i; 
} 
 
template <class T> int EEPROM_readAnything(int ee, T& value) 
{ 
    byte* p = (byte*)(void*)&value; 
    int i; 
    for (i = 0; i < sizeof(value); i++) 
   *p++ = EEPROM.read(ee++); 





/*guarda la hora en una cadena en formato d/m/aaaa h:m:s , la 
hora en formato 24h*/ 
void getHora() 
{ 
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  int minuten = RTC.get(DS1307_MIN,false); 
   
  sprintf(horaCad,"%d/%d/%d %d:%d:%d", 
  RTC.get(DS1307_DATE,true), //dia, actualiza 
  RTC.get(DS1307_MTH,false), //mes 
  RTC.get(DS1307_YR,false),  //anno 
  RTC.get(DS1307_HR,false),  //hora 
  minuten, //min 
  RTC.get(DS1307_SEC,false)); //segundo 
  if ((minuten!=lastmin)&&((minuten%intervalo)==0)){ //el resto 
del minuto no guardamos 
      guardar = true;    
      #ifdef ENABLE_SERIAL_DEBUG 
        Serial.println("guardamos"); 
        Serial.print(lastmin); 
        Serial.print(" "); 
        Serial.println(minuten); 
      #endif 
      lastmin=minuten; 
  } 
   
} 
 
/*guarda la hora en una cadena en formato d/m/aaaa h:m:s , la 
hora en formato 24h trapala*/ 
void getHoraInicial() 
{ 
     
  RTC.get(DS1307_DATE,true); //dia, actualiza 
  RTC.get(DS1307_MTH,false); //mes 
  RTC.get(DS1307_YR,false);  //anno 
  RTC.get(DS1307_HR,false);  //hora 
  RTC.get(DS1307_MIN,false); //min 
  RTC.get(DS1307_SEC,false); //segundo 






 // create a new file 
         
        //sprintf(name,"LOGGER00X%d%d.CSV",ms,an); 
        for (uint8_t i = 0; i < 100; i++) { 
             name[6] = i/10 + '0'; 
             name[7] = i%10 + '0'; 
             if (file.open(root, name, O_CREAT | O_EXCL | 
O_WRITE)) break; 
        } 
        if (!file.isOpen()) 
        { 
            file.open(root,name,O_WRITE | O_APPEND); 
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        } 
        if (!file.isOpen()) error ("file.create"); 
        else { //fichero abierto ok 
              // write header 
              file.writeError = 0; 
              file.print("fecha"); 
              //file.print(",millis"); 
              for (uint8_t i = 0; i < SENSOR_COUNT; i++) { 
                  file.print(",media_");file.print(i, DEC); 
                  file.print(",stdesv_");file.print(i, DEC); 
                  file.print(",maximo_");file.print(i, DEC);     
                  file.print(",minimo_");file.print(i, DEC);     
               } 
               file.println(",pps"); 
               if (file.writeError || !file.sync()) error("write 
header"); 
        } 
        #ifdef ENABLE_SERIAL_DEBUG 
          Serial.println(name); 





  #ifdef ENABLE_SERIAL_DEBUG 
    Serial.println("Cargando recta calibracion.."); 
  #endif 
  for (int i = 0; i < SENSOR_COUNT+1; i++) //+digital 
  { 
    offset[i]=EEPROM_readDouble(i*4); 
     
    pendiente[i]=EEPROM_readDouble((i+SENSOR_COUNT+1)*4); 
//+digital 
    #ifdef ENABLE_SERIAL_DEBUG 
      Serial.print("canal "); 
      Serial.print(i); 
      Serial.print(" offset="); 
      Serial.print(offset[i]); 
      Serial.print(" pendiente="); 
      Serial.println(pendiente[i]); 
    #endif 





 for (int i = 0; i < SENSOR_COUNT; i++) 
 { 
    sum[i] = 0; 
    maximo[i] = 0; 
    minimo[i] = 1023; 
    sum_cuadr[i] = 0; 
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 }  






  { 
      comando[leidos] = Serial.read(); 
      //'\n' o '\r' 
      //if ((comando[leidos]==10)||(comando[leidos]==13)){  
      if (comando[leidos]=='*'){  
        recibido = true;      
        leidos++; 
        break; 
      } 
      else{ 
        leidos++; 
      } 
       
  } 
  if (recibido){ 
    //finalizo la cadena 
    comando[leidos]='\0'; 
    procesarComando(); 
      //comando[0]='\0'; 
      leidos =0; 
      recibido = false; 




{   
   
   
   
  //TODO debug QUITAR!!! 
  pinMode(12,OUTPUT); 
  digitalWrite(12,HIGH); 
   
   
  //config linea serie 
  Serial.begin(115200); 
  Serial.println("MeteoLogger v0.1"); 
  //el primero siempre llega a 0, lo pedimos y lo descartamos 
  getHoraInicial(); 
  //inicializamos comando 
  comando[0]='\0'; 
  //carga Offsets y pendientes de la eeprom 
  cargarRectaCalibracion(); 
  //cargamos intervalo de la eeprom 
  //intervalo = EEPROM.read((2*SENSOR_COUNT-1)*4); 
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    intervalo = EEPROM.read((2*SENSOR_COUNT)*4);//+digital 
  #ifdef ENABLE_SERIAL_DEBUG 
    Serial.print("intervalo de agrupamiento en minutos:"); 
    Serial.println(intervalo); 
  #endif 
   
  /*debug cuenta pulsos 
  pinMode(12, OUTPUT); 
  digitalWrite(12,HIGH); 
*/ 
  iniciarAcumuladores(); 
  /* 
  int mes = RTC.get(DS1307_MTH,false) ; 
  int anno = RTC.get(DS1307_YR,false) ; 
  Serial.println(mes); 
  Serial.println(anno); 
  */ 
  // initialize the SD card 
  if (!card.init(true)) error("card.init"); 
  else  
  { //todo va bien 
    // initialize a FAT volume 
    if (!volume.init(card)) error("volume.init"); 
   
    // open root directory 
    if (!root.openRoot(volume)) error("openRoot"); 
    else{ 
          // create a new file 
          crearFichero(); 
    
    }//open root 
  }//del init sd  
   
  lastmin = RTC.get(DS1307_MIN,false) ; 
   
   
  //interrupcion del contador de pulsos 
  attachInterrupt(INTERRUPCION, cuentaPulsos, FALLING); 
 
} 
void loop()   // run over and over again 
{ 
  
  unsigned long int pps_local = 0; 
  leerConfiguracion(); 
   
   
  //10 muestras por segundo: no desborda!!!!! 
  delay(100); 
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  // log time 
  //uint32_t m = millis()%1000; 
  getHora(); 
   
  if (mandar == SYNC_SERIE){ 
    if (DATOS_SERIE == true){ 
      Serial.print(horaCad); 
    //  Serial.print(','); 
     // Serial.print(m); 
    } 
 
  } 
   
  // add sensor data  
  for (uint8_t ia = 0; ia < SENSOR_COUNT; ia++) { 
    int valor = analogRead(ia); 
    sum[ia]+= (unsigned long) valor; 
    sum_cuadr[ia] += (unsigned long)valor*(unsigned long)valor; 
     
    maximo[ia] = max(maximo[ia], valor); 
    minimo[ia] = min(minimo[ia], valor); 
    //debug 
    //if (ia== 8) 
    if (mandar == SYNC_SERIE){ 
     if (DATOS_SERIE == true){ 
         
        Serial.print(','); 
        Serial.print(pendiente[ia]*valor+offset[ia],DEC); 
        /* 
        Serial.print(valor,DEC); 
       
       Serial.print(',');   
        Serial.print(numMuestras,DEC); 
        Serial.print(',');    
        Serial.print(sum[ia],DEC); 
        Serial.print(',');    
        Serial.print(sum_cuadr[ia],DEC); 
        Serial.print(',');    
        Serial.print(maximo[ia],DEC); 
        Serial.print(',');    
        Serial.print(minimo[ia],DEC); 
        */ 
     } 
    } 
  } 
  numMuestras++; 
  if (mandar == SYNC_SERIE){ 
    if (DATOS_SERIE == true){ 
        pps_local = pps; 
        pps = 0; 
        Serial.print(','); 
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Serial.println(pendiente[SENSOR_COUNT]*pps_local+offset[SENSOR_C
OUNT],DEC); 
    } 
  } 
  //timeout del intervalo: promediamos y guardamos a sd 
  if (guardar) 
  { 
    guardar = false; 
    #ifdef ENABLE_SERIAL_DEBUG 
      Serial.print("guardando a SD...");  
      Serial.println(numMuestras); 
    #endif 
    // clear print error 
    
    if (estado_sd != SD_ERROR) file.writeError = 0; 
    if (estado_sd != SD_ERROR) 
    { 
       file.print(horaCad); 
       //file.print(','); 
       //file.print(m); 
    } 
    if (DATOS_SERIE == true){ 
      Serial.print(horaCad); 
      //Serial.print(','); 
      //Serial.print(m); 
    } 
     
   for (uint8_t ia = 0 ;ia < SENSOR_COUNT; ia++) { 
    // Serial.print("ojete antws"); 
    // uint8_t ia = 8; 
     //{ 
      //media 
      double data = 
((pendiente[ia]*sum[ia])+offset[ia])/numMuestras; 
       
      if (estado_sd != SD_ERROR){ 
          file.print(',');     
          file.print(data); 
      } 
      if (DATOS_SERIE == true){ 
        Serial.print(','); 
        Serial.print(data); 
      } 
      
      //desviacion estandar: 
http://es.wikipedia.org/wiki/Desviaci%C3%B3n_est%C3%A1ndar 
       
//      data = 
sqrt(((((pendiente[ia]*sum_cuadr[ia])+offset[ia]))-
numMuestras*(data*data))/(numMuestras-1)); 
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        /* 
        Serial.println("datos"); 
        Serial.print(sum[ia]); 
        Serial.print("\t"); 
        Serial.print(sum_cuadr[ia]); 
        Serial.print("\t"); 
                Serial.println(numMuestras); 
      */ 
      //data = offset[ia]*(sqrt((sum_cuadr[ia]-
(sum[ia]*sum[ia]/numMuestras))/(numMuestras-1)))+pendiente[ia]; 
       
      if (estado_sd != SD_ERROR){ 
          file.print(',');     
          file.print(data); 
      } 
      if (DATOS_SERIE == true){ 
        Serial.print(','); 
        Serial.print(data); 
      } 
       
       
      //maximo 
      data = (pendiente[ia]*maximo[ia])+offset[ia]; 
      
      if (estado_sd != SD_ERROR){ 
          file.print(',');     
          file.print(data); 
      } 
 
      if (DATOS_SERIE == true) 
      { 
        Serial.print(','); //Serial.print("data emp"); 
        Serial.print(data); 
//        Serial.print("data acaba"); 
      } 
 
      //minimo 
      //float  
      
      data = (pendiente[ia]*minimo[ia])+offset[ia]; 
       
      if (estado_sd != SD_ERROR){ 
          file.print(',');     
          file.print(data); 
      } 
      if (DATOS_SERIE == true){ 
        Serial.print(','); //Serial.print("data2 emp"); 
        Serial.print(data); 
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//        Serial.print("data2 acaba"); 
      } 
 
      //reseteo acumulador 
      sum[ia] = 0; 
      maximo[ia] = 0; 
      minimo[ia] = 1023; 
      sum_cuadr[ia] = 0; 
    } 
     
    numMuestras = 0; 
    if (DATOS_SERIE == true) 
    { 
      Serial.print(','); 
      
Serial.print(pendiente[SENSOR_COUNT]*pps_local+offset[SENSOR_COU
NT]); 
      Serial.println(); 
    } 
    
    if (estado_sd != SD_ERROR) 
    { 
      file.print(','); 
      
file.print(pendiente[SENSOR_COUNT]*pps_local+offset[SENSOR_COUNT
]); 
      file.println(); 
      if (file.writeError) error("write data"); 
      //don't sync too often - requires 2048 bytes of I/O to SD 
card 
      if (!file.sync()) error("sync"); 
    } 
  } 
   
  if ((millis() - syncTime) <  SYNC_INTERVAL) 
  { 
    mandar =0;  //no hay que mandar por la ls 
    return; 
  } 
  //hay que mandar por la ls 
  mandar = SYNC_SERIE; 
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ANEXO VIII: MÓDULO MICROSD 
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Módulo microSD 
MicroSD Module for Arduino es una pequeña placa que puedes conectar a tu placa 
Arduino y añadirle una memoria flash extra de tipo microSD. El socket SD está 
conectado al puerto SPI. En primer lugar se debe colocar el jumper en la posición 
adecuada según como se vaya a alimentar el módulo (en nuestro caso ICSP) como 
muestra la figura siguiente. 
 
Figura 1. PCB microSD. 
A continuación se conectará el módulo a la placa Arduino. Previamente se habrán 
tenido que cargar las librerías correspondientes en el microcontrolador. 
 
Figura 2. Esquemático módulo microSD. 
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ET-MINI DS1307 
Module ET-MINI DS1307 which is Real Time Clock (RTC) I2C displays Time Base 
such as Clock, Timer, and Calendar. There’s SDA Connector and SCL Connecter for 
interfacing with SDA PIN and SCL PIN of MCU respectively and for external INT 
Connector interfaces with MCU when uses interrupt. It uses VDC 3V-5V power supply 
and this I2C No. has Control Byte “1101000X”. Moreover, there’s battery box to back 
UP Time Base correctly when Module is not supplied power. 
Using this Module, firstly, Set Jumper SDA, SCL and INT and place on ENA side as in 
the picture. It interfaces R Pull Up with all 3 PIN of I2C. If interface R Pull Up with 3 PIN 
of I2C. If R Pull Up is interfaced in Line SDA and SCL from external or is interfaced 
from other Module, must Set Jumper of all 3 PIN and place on DIS side because it 
does not interface R Pull Up once. 
 
Figura 1. Estructura del ET-MINI DS1307 y posibles posiciones de los Jumpers. 
 
Figura 2. Esquemático del módulo ET-MINI DS1307. 
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ANEXO X: TOMA DE DATOS DE LA CALIBRACIÓN 
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ANEXO XI: CERTIFICADOS DE CALIBRACIÓN 
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ANEXO XII: IMÁGENES DE DATOS REGISTRADOS POR LOS EQUIPOS 
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Figura 1. Equipo 1: Tensión continua. 
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Figura 3. Equipo 1: Tensión alterna. 
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Figura 5. Equipo 2: Tensión continua. 
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Figura 7. Equipo 2: Tensión alterna. 
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1.1. Vista de la PCB en PROTEL 
 
Figura 1. Vista PCB sensores ACS713. 
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1.2. Hoja de toma de datos de las pruebas de funcionamiento 
 
