Abstract-LCIO is a persistency framework and event data model which was originally developed for the next linear collider physics and detector response simulation studies. Since then, the data model has been extended to also incorporate raw data formats to support testbeam and real experimental data as well format. In this talk we present details of its use in these various applications, and discuss the successful cooperation and collaboration LCIO has enabled. We will also present the design and implementation of new features introduced in LCI02.0.
A. Guiding Philosophy
The guiding philosophy behind the development of LCIO was to identify the key elements for an event data model appro priate to a colliding detector experiment. These would be the objects COlmnon to essentially every high-energy accelerator based particle physics experiment. Having done that, it was important to target a simple persistency format, provide refer ence implementations in several languages, document it well enough to ensure future readability, and have no external 
B. Requirements
LCIO has to define a data model that fulfills the current needs of the global linear collider community for ongoing simulation and test beam studies. As Java, C++ and some legacy Fortran are used in ILC software, LCIO has to provide user interfaces in all three languages. It also has to provide a perform ant persistency fonnat, one which is both compact and fast. In order to make it easy for existing frameworks to adopt LCIO it has to be lightweight and flexible without introducing additional dependencies on other software packages.
C. Implementation and Design
LCIO defines a conunon API for Java and C++ using the AID [3] tool. Two independent implementations exist for Java and C++ in order to benefit from either languages advantages.
As is common practice today, user code is completely sepa 
A. Monte Carlo
The main class at the Monte Carlo level is MCParticle.
There will be exactly one collection with name MCParticle shower. If a particle from a calorimeter shower is scattered back into the tracking region it is also added to the list with the resulting tracker hits assigned. A simulator status word is used to store the details about creation, interaction and decay of the particle. For the MCParticle, only parent relationships are stored. When reading the data back from the file the daughter relationships are reconstructed from the parents. This is to ensure consistency. Care has to be taken when analyzing the particle tree. Because a particle can have more than one parent the particle list in fact does not consist of a set of trees (one for each mother particle) but forms a directed acyclic graph.
Thus the user has to avoid double counting in his code. Of course this only matters at the parton level as real particles do not have more than one parent.
[
ReconGenerator generic, and support one-to-one, one-to-many and many-to one mappings in a way which is completely transparent to the end user.
F User Extensions
The LCIO data model as described above has been designed in a way that it should fulfill all the current needs for ongoing Linear Collider studies. Care has been taken to make the data model flexible enough so that it can be used for a variety of different subdetector types. Nevertheless users will occasionally need to store information that is specific to a detailed aspect of their ongoing work and that is not foreseen in the data model. This can be done by using collections 
G. Transient Collections
The LCIO data model has been designed such that it can also serve as the transient data model in an application. 
H. Default Collections
The LCEvent allows one to store an arbitrary number of named collections of the same data type. For example there can be several lists of Track objects available in one event.
Ty pically there will be a collection of tracks or track segments for every tracking subdetector and one collection that holds all combined track fits. This collection is the one that will be used for most analyses. In order to make it simple for the end user, this collection can be flagged as being the default list for Tracks. In general there should be exactly one default collection for every type. This list should be complete in the sense that all known information has been taken into account and unique in the sense that it does not double count energy. 
I. Metadata

Use with root
Many high-energy physicists have become accustomed to using root [5] for their analysis needs. Although some effort has been devoted to providing an LCIO persistency binding using native root classes, the resulting files were found to be larger and less performant than those based on SIO. Therefore, the recommended way to access LCIO files via root is to use the class dictionary which is provided as part of the LCIO release.
III. LCIO AND CODE RE-USE
The Linear Collider user community is broad and diverse, 
C. Data Preservation and Archiving
The field of high-energy physics does a very poor job of preserving its data beyond the publications which arise out of analyses internal to individual collaborations. One of the stumbling blocks is the custom persistency format (often undocumented beyond the code which actually writes the data), and the difficulty maintaining very large code bases to read the data and access the information. We believe that the simplicity and completeness of the design and implementation of LCIO makes it a good candidate for a common solution to common archival requirements in the accelerator-based high energy physics cOlmnunity. 
