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Abstract 
This paper presents an approach based on the A*-Algorithm to generate time optimal tool paths for a robot based deburring process of internal 
contours. Besides the optimization of the deburring process by using special deburring tools with proper parameters the robots trajectory 
between the individual points has to be optimized to minimize the deburring process. The simulation environment OpenRAVE with a Matlab 
interface is used to find the shortest path by solving the traveling salesman problem of a graph automatically generated using the workpiece in 
the Surface Tessellation Language (STL) data file. 
© 2017 The Authors. Published by Elsevier B.V. 
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1. Introduction 
Hydraulic control systems are used to control moveable 
parts like the front strut or the landing flaps in aircrafts. These 
parts are usually made of aluminum or titanium. Due to an 
increasing amount of functions, these valves show an 
increasing number of cross holes. The production process 
causes burrs at the intersection of the holes. Until today, these 
burrs cannot be removed reliably by an automated process. 
Remaining burrs can influence dimensional tolerances and 
reduce the efficiency and technical lifetime of the component. 
In some applications, cross holes are used for the lubricant and 
coolant supply. In this case, burrs could lead to cloggings of 
critical passages and cause turbulences in the fluid. This may 
lead to leakages or bursting of the valve. Hence, an 
uncontrolled removal of the burr during operation must be 
avoided. The consequence of these basic conditions is a time 
consuming manual deburring process. An automated deburring 
process of cross holes for non-safety related parts with 
industrial robots is usually performed with flexible abrasive 
brushes. Alternatively processes like Abrasive Flow Machining 
(AFM), Electro Chemical Machining (ECM) or Thermal 
Energy Machining (TEM) are used. These processes are very 
efficient but require specialized equipment and cleaning 
processes for the used chemicals and the remaining abrasive 
paste, so they are not suitable for the deburring of safety 
relevant parts. Due to the high flexibility of industrials robots, 
the robot based deburring of cross holes is investigated. The 
path accuracy of industrial robots is low in comparison to 
machine tools. Hence a special tool which was presented in [1] 
is used for the process. It compensates the path deviation of the 
robot and was selected among several other special tools for the 
deburring of cross holes in [2]. 
The focus of this paper is the time optimal path planning for 
industrial robots based on a STL data file. Other researchers 
aimed at choosing the optimal configuration of axes [3] or 
using neural networks and genetic algorithm [4] for path 
planning. In addition path planning has been optimized for 
machining operations and their characteristics. [5] and [6] 
adapted the path to compensate force induced deflection and 
[7] developed a method for automated polishing. 
In the first sections of the paper the deburring process and 
the simulation environment are described followed, by methods 
to generate and optimize a graph which represents possible tool 
paths based on the workpiece and the location of the bore holes. 
Finally the optimal path is calculated and the process validated. 
© 2016 The Authors. Published by Elsevier B.V. This is an open access article under the CC BY-NC-ND license 
(http://creativecommons.org/licenses/by-nc-nd/4.0/).
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2. Deburring Process 
A KUKA KR5 sixx R850 robot with an asynchronous 
spindle from Jäger is used for the process. The so called 
Orbitool is clamped in the spindle. It is a tungsten carbide cutter 
which has been developed for the deburring of cross holes. Due 
to the defined cutting conditions, a better control of the required 
dimension at the intersection compared to brushes and other 
deburring methods is possible. Furthermore, the tool can be 
used on machine tools and industrial robots and is applicable 
for a great variety of bore diameters. The tool mainly consists 
of a ball shaped carbide milling cutter with a protective disk, 
which is made of polished steel and a shaft of tool steel. The 
deburring procedure using the Orbitool is depicted in Figure 1. 
To remove the burr, the tool is moved along the bore axis into 
the smallest of the intersecting holes (see Figure 1 A) until the 
tip of the tool is close to the intersection (see Figure 1 B). Then 
the tool is moved in radial direction to the bore surface until the 
tool axis corresponds to the interpolation diameter. This causes 
a deflection of the tool. In this situation, only the protective disk 
is in contact with the bore surface. While the tool rotates, it is 
moved towards the intersection in a helical motion (see Figure 
1 C). When the tool tip has reached the intersection the cutting 
edges get in contact with the intersection and the deburring 
process begins. After the tool has passed the whole intersection, 
the tool stops its rotation and is moved to the bore hole center 
(see Figure 1 D) and is finally moved out of the workpiece (see 
Figure 1 E). 
 
  
Figure 1. Sequence for the deburring of cross holes using the Orbitool 
3. Path Optimization approach 
Time saving can be achieved by optimization of the robot 
path between the bore holes. In the following section, the 
approach for the path optimization will be presented. The 
approach was implemented using the robot simulation 
environment OpenRAVE which was presented in [8]. As one 
can see in Figure 2 OpenRAVE has an interface to MATLAB. 
So MATLAB was used to generate and optimize the robot 
paths.  
3.1 Simulation Environment 
OpenRAVE is an open-source software for the simulation, 
visualization, path planning and control of robot applications. 
Figure 2 shows the four core elements of the OpenRAVE 
environment.  
These elements consist of the core layer, plugin layer, 
scripting layer and the database layer. The core layer provides 
the basic functions as an Application Programming Interface 
(API). The functions can be expanded via the plugin layer. The 
scripting layer has the function to receive commands and to 
process them in a simulation using a script language. For reuse 
data is saved in the database layer. All layers ensure that also 
non-experts can analyze and solve their problems without a 
deeper understanding of software systems, path planning and 
physics. 
  
Figure 2. OpenRAVE software architecture [9]  
  
As a first step, a simulation environment was implemented 
for the used KUKA robot. Since the movement speed and 
acceleration depend on the maximum torque, the masses, the 
inertias of the parts and the payload at the tool center point are 
provided for the dynamic model of the robot: 
),()(),()( , qFSqGqqCqqM toolxyz  W            (1) 
where ݍ א Թ௡ǡ ݍሶ א Թ௡ǡ ݍሷ א Թ௡q are the position, velocity 
and acceleration of the joints. ܥሺݍǡ ݍሶ ሻ א Թ௡ are the centrifugal 
and coriolis forces. ܩሺݍሻ א Թ௡  is the gravitational force. 
ܯሺݍሻ א Թ௡is the mass inertia matrix. The masses are provided 
by the robot manufacturer. ߬ א Թ௡are the acting torques in 
the joints. Finally ܵሺܨǡ ݍሻ א Թ௡  represents external torques 
and forces at the tool center point (TCP). The test bench for the 
practical tests and the simulation environment used for the 
investigations is depicted in Figure 3. 
  
Figure 3. Test bench with the KUKA KR5 sixx R850 (left) and the simulation 
environment (right) 
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The workpiece can be added to the environment after the 
simulation environment is loaded. The approach is validated 
using the workpiece illustrated in Figure 4. The workpiece is a 
hydraulic valve which is used in airplanes to move the 
airbrakes. All bore holes and unnecessary radiuses are deleted 
to avoid impractical tool paths through the workpiece and to 
accelerate the simulation (see Figure 4 right). 
  
Figure 4. Hydraulic valve with (left) and without bore holes (right) 
3.2 Path Optimization Approach (single goal problem) 
The Surface Tessellation Language (STL) format is used for 
the representation of the workpiece. In this format, the 
workpiece is represented using triangles. Each triangle is 
defined by three points and a normal vector. These points are 
used as vertices for the graph and the connections between the 
points are used as the edges of the graph. To save memory 
capacity, the resolution of the workpiece exported from the 
Computer Aided Design (CAD) software is rather poor. Only 
the minimum of the necessary points are used. This can lead to 
a longer and non-optimal path (see Figure 5). To increase the 
accuracy, the resolution of the STL-Data has been increased by 
splitting each triangle at the hypotenuse. This procedure can be 
executed until a specified level of detail has been reached. This 
procedure is based on the real-time optimally adapting meshes 
(ROAM) algorithm [10]. The procedure can be seen in Figure 
5. 
         
Figure 5. ROAM algorithm to remesh the STL model 
The shortest geometrical connection between two points has 
to be found to achieve a time optimization. To achieve this 
goal, the A*-algorithm is implemented [11]. This algorithm 
belongs to the heuristic search methods. First a start and an end 
point representing the centers of two bore holes have to be 
defined. To each connection the algorithm assigns costs. The 
search runs in the direction to the point with the lowest costs. 
The costs of the solution are evaluated by the function: 
  
                               )()()( nhngnf                          (2) 
where g is the already spent costs and h are the estimated 
costs that are needed to reach the end point from the actual 
point n. The quality of the solution depends on the chosen 
evaluation function. Only if the estimated costs h(n) are lower 
than the effective costs h’(n), the algorithm finds the optimal 
solution [11]. The two main elements of the algorithm are the 
openlist where all known points and their costs are listed and 
closedlist containing fully evaluated points. Beginning form 
the start point all neighboring points are explored. If the 
investigated neighbor is already in the openlist and the costs are 
lower than the costs of the actual point, the point in the openlist 
gets replaced. After the investigation of all neighbors, the point 
is transferred to the closedlist. Then the neighbor with the 
lowest costs is taken from the openlist and gets the new starting 
point. The algorithm will terminate when the end point is 
transferred to the closedlist. By moving backwards from the 
end to the start point with the predecessors saved in open- and 
closedlist the shortest path can be found. 
 
Figure 6. Example graph of the A*-Algorithm 
In the example depicted in Figure 6, the shortest path would 
lead from start point 1 to point 2 and 5 to the end point 4. After 
the graph containing the solution of the problem is found, 
further optimization is necessary. The found path is shifted 
away from the workpiece using the normal vector of the 
corresponding triangle to avoid collisions. Each connection is 
checked for shortcuts to smooth the path. The procedure is 
depicted in Figure 7.  
 
Figure 7. Path smoothing by deleting unnecessary points 
If a shortcut is possible, the corresponding point is deleted 
(e.g. Point B). The point remains in the path if a cancellation of 
the point would lead to a collision of the path with the 
workpiece (see Figure 7-4). 
start point 
end point 
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To achieve higher velocities, the robot controller causes an 
additional smoothing of the path in areas with major changes 
in direction. There are two different approaches available. For 
the first one, a desired velocity is defined which may not be 
deceeded. The robot controller calculates the subsequent radius 
for the smoothed path. The second approach defines the 
maximal distance between the via point and the beginning of 
the smoothed path. This approach is better to predict and is used 
for the investigations without any deeper knowledge of the 
control architecture. This control behavior can cause collisions 
between the robot and the workpiece when the tool is close to 
the workpiece. The problem is illustrated in Figure 8. 
 
Figure 8. Path smoothing of the robot controller 
This parabolic path can be modeled using the formula 
presented in [12]:                 
viaviavia PtPPtPPtz  2221 )1()(
&&&&
             (3) 
where P1 is the starting point, Pvia the via point and P2 the 
end point. To revise the validity of this approach, 
measurements with a grid encoder were done. Grid encoder 
measurements provide information on the dynamic behavior of 
the controller and the machine tool or robot. A grid encoder 
consists of a grid plate with a waffle-type graduation and a 
scanning head. During the measurement, the scanning head 
moves over the grid plate without any mechanical contact. For 
the measurements, the plate is fixed onto the table of the robot 
and the coordinate systems are aligned. The scanning head is 
mounted to the spindle of the robot and is also aligned to the 
grid plate. The measuring system and the measurement setup 
are depicted in Figure 9. 
 
  
Figure 9. Measuring setup for the grid encoder 
As one can see in Figure 10 the evaluation shows a very 
good correlation.  
The via point is moved further away from the workpiece to 
avoid collisions due to this problem. Since the edges of the 
workpiece do not have a normal vector, the neighboring vectors 
are used to calculate an average normal vector. This introduced 
normal vector is used to shift the via point. An optimal relation 
between the distance of the via point to the workpiece and 
radius of the path is calculated using an evolutionary algorithm. 
 
Figure 10. Measurement with a grid encoder to evaluate the path smoothing 
of the robot controller 
This procedure can be seen in Figure 11. 
 
Figure 11. Shifting of the via point to avoid collisions 
After the shortest path between two points is calculated, the 
time between these two points has to be calculated to assure a 
time optimal path. The approach presented in [13] enables a 
time optimal trajectory planning along a given path by a time-
parameterization of the d-dimensional vector q(t) using the 
path parameter s. By using this parameter, points on the 
trajectory are shifted depending on the actual maximal possible 
torques along the path. Where d represents the degrees of 
freedom and q(t) the sequence of the joint angles. This part of 
the approach has not yet been implemented in the OpenRAVE 
simulation environment. Instead a geometric approach is used 
to calculate the time needed for the movement. The path is 
divided into three segments to achieve a time optimization. In 
the first interval, the robot is maximally accelerated until the 
maximal velocity has been reached. After the robot has moved 
with the desired velocity, it decelerates with its maximum. The 
values for the maximal acceleration and velocity are set at the 
program start and are defined by the robot manufacturer. 
workpiece
normal vector
normal vector
P1
P2
Pvia‘Pvia
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Figure 12. Optimized smoothed path between two points 
As shown in Figure 12, the required time between these two 
points decreases with each iteration. But it has to be mentioned 
that the time is only reduced by a few milliseconds. 
 The afore mentioned steps to generate a path between two 
points can be seen in Figure 13. The red line represents the 
rough planned path using the A*-algorithm. It is shifted to the 
green path to assure a collision-free robot movement. The 
shifting of the points along the normal vector leads to a jagged 
tool path. After the cancellation of collinear points and the 
smoothing operation the final path displayed using a yellow 
line is calculated. 
  
 
Figure 13. The single steps to plan the path from P1 to P2 
3.3. Path Optimization Approach (multi goal problem) 
After the optimization approach is implemented for the 
single goal problem, it has to be expanded to optimize the 
motion between all points in the graph. Therefore the time 
between the corresponding points is used as edge weights in the 
adjacency matrix. Afterwards the travelling salesman problem 
(TSP) to find the shortest possible path containing all bore 
holes once and returning to the origin can be solved. For the 
validation of the presented approach, the workpiece depicted in 
Figure 4 was used. The workpiece was placed in the working 
space in relation to the robot base using the base coordinate 
system in Table 1 (row 1). The defined offset of the workpiece 
to this coordinate system is specified in row 2 in Table 1. 
Table 1. Base coordinate system for the simulation 
x [mm] y [mm] z [mm] A [°] B [°] C [°] 
600 0 150 0 0 0 
145.7 44.8 -38 0 0 180 
The position and orientation of the TCP is stored in the tool 
vector and has to be defined as well. The values were 
determined using the tool length measurement system Blum Z-
Pico. The values are listed in Table 2. 
Table 2. Values for the tool vector 
x [mm] y [mm] z [mm] A [°] B [°] C [°] 
171.7 0.08 45.19 180 0 0 
 
The workpiece includes 11 holes that need to be deburred. 
The points related to the preassigned (see Table 1) workpiece 
coordinate system are listed in Table 3. 
Table 3. Defined points to test the presented approach 
No. x [mm] y [mm] z [mm] No. x [mm] y [mm] z [mm] 
1 11.95 -5.0 -14.0 7 114.2 27.7 -22.0 
2 63.2 -10.0 -36.2 8 63.2 161.5 -53.0 
3 82.0 -10.0 -38.0 9 47.5 161.5 -43.14 
4 25.3 -10.0 -47.63 10 53.0 139.18 4.9 
5 82.0 27.1 -2.0 11 37.7 161.5 -61.26 
6 113.41 11.5 -3.3     
 
The result of the tested path is depicted in Figure 14. 
 
 
Figure 14. Optimized tool path 
The optimization is carried out using an evolutionary 
algorithm. The required path for each cycle is calculated during 
the iteration process. To check whether the optimal path has 
already been calculated, the cycle time for the best population 
is plotted as a result of the iteration.  
Figure 15 shows the result for the optimization of the eleven 
chosen points. It can be seen that at the beginning the cycle time 
decreases rapidly. After some iteration, the cycle time 
decreases slowly but it is worthwhile to choose a high number 
of iterations to avoid getting trapped in a local minimum. 
 
Figure 15. Result of the path optimization 
11 E. Abele et al. /  Procedia CIRP  55 ( 2016 )  6 – 11 
The optimal sequence is already listed in Table 3. To 
demonstrate the capability of the approach, the points in Table 
3 were reached five times in random order. The average time 
was determined to 3.35 seconds. The time needed after 
optimization was 2.1 seconds. This means a time saving of 
37.3%. 
3.4 Experimental validation 
The path is executed with the robot depicted in Figure 3 to 
demonstrate the accuracy of the simulation. The cycle time is 
monitored using the functionalities in the robot controller. The 
values are listed in Table 4. 
Table 4. Used parameters for the simulation and validation 
Parameter Value 
Trajectory velocity  [m/s] 0.8 
Pan speed    [°/s] 100 
Rotational speed   [°/s] 100 
Trajectory acceleration  [m/s2] 12 
Pan acceleration   [°/s2] 1200 
Rotational acceleration  [°/s2] 1200 
The evaluation shows that the simulation corresponds well 
to the actual robot movement. The robot needs 1.7 seconds to 
execute this path as one can see in Figure 16.  
Figure 16. Measurement of the path executed by the robot 
The figure shows the TCP movement in x, y and z direction. 
Compared to that value the simulation calculates 2.1 seconds. 
The difference is probably due to inaccuracies in the 
calculation of the cycle time in the simulation environment. 
4. Conclusion 
The focus of the research project is to optimize the deburring 
process of hydraulic valves. Besides the deburring process the 
robot movement between the individual holes needs to be 
optimized. This paper presents an approach to optimize the tool 
path for an industrial robot in the three-dimensional space using 
the edges of the STL workpiece models. The optimization is 
based on the A*-algorithm. Based on the OpenRAVE 
environment the software is implemented using MATLAB to 
setup the required plugins. In companion to the optimization of 
the order in which the points are approached an additional 
smoothing of the path to attain higher time savings is analyzed. 
The simulation shows that the optimization of the order has a 
significant higher potential than the additional smoothing of the 
path. Final simulations showed that a time saving of over one 
third can be achieved using the approach. The method allows a 
fast and optimized path planning for unexperienced robot 
programmers. 
Further research activities will focus on large parts. These 
are a challenge for the method due to the large data amount.  
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