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Zobrazen´ı sce´ny metodou sledova´n´ı paprsku patrˇ´ı k pouzˇ´ıvany´m zobrazovac´ım metoda´m.
Acˇkoliv se nejedna´ o fotorealistickou zobrazovac´ı metodu, poskytuje vy´stup s vysokou kvali-
tou obrazu. Jej´ı nevy´hodou je znacˇna´ vy´pocˇetn´ı na´rocˇnost, proto se v praxi pouzˇ´ıvaj´ı r˚uzne´
optimalizace. Pra´ce se zaby´va´ optimalizac´ı deˇlen´ım prostoru, konkre´tneˇ pomoc´ı BSP a KD
stromu˚ a jejich vza´jemny´m srovna´n´ım.
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Abstract
Ray-tracing of 3-D scene is one of the contemporary used rendering methods. Altough it
is not a photorealistic method, it produces results with high image quality. Main disa-
dvantage of this method is that it needs a large amount of processing power. That is why
various optimalizations must be implemented. This thesis is focused on spatial subdivision
optimalizations, namely BSP and KD trees, and their comparsion.
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Zobrazen´ı sce´ny metodou vykreslova´n´ı paprsku (raytracing) patrˇ´ı k pouzˇ´ıvany´m zobrazo-
vac´ım metoda´m. Poskytuje vysokou kvalitu vy´stupu, protozˇe doka´zˇe kvalitneˇ modelovat
opticke´ jevy odrazu a lomu sveˇtla.
Druha´ kapitola obsahuje teoreticky´ u´vod do raytracingu, popisuje princip jeho cˇinnosti
a pouzˇite´ osveˇtlovac´ı modely, shrnuje vy´hody a nevy´hody.
Hlavn´ım c´ılem te´to pra´ce je rychle´ zobrazen´ı sce´ny, proto jsem se da´le zameˇrˇil na
mozˇnosti optimalizace, prˇedevsˇ´ım na optimalizace deˇlen´ım prostoru pomoc´ı BSP a KD
stromu˚. Zp˚usob jejich konstrukce, pouzˇit´ı a dopad na rychlost vykreslova´n´ı je popsa´na
v kapitola´ch 2.4 a 2.5.
Da´le se v pra´ci zaby´va´m zvy´sˇen´ım kvality vy´stupu vykreslova´n´ı pomoc´ı vyhlazova´n´ı
hran a distribuovane´ho raytracingu (meˇkke´ st´ıny, rozmazane´ odrazy). Vı´ce v kapitole 2.6.
Jedna´ se o metody velice vy´pocˇetneˇ na´rocˇne´, jejich rychlost je za´visla´ na optimalizac´ıch
vykreslova´n´ı, bez nich nen´ı prakticky mozˇne´ vykreslit sce´nu v rozumne´m cˇase.
Implementace experimenta´ln´ı aplikace pro raytracing je detailneˇ rozebra´na v kapitole
3. Du˚raz je zde kladen na kvalitn´ı objektovy´ na´vrh, aby bylo mozˇne´ aplikaci v budoucnu
jednodusˇe rozsˇ´ıˇrit nebo upravit. Da´le zde rˇesˇ´ım zp˚usob paralelizace aplikace. V dnesˇn´ı
dobeˇ dostupny´ch v´ıceja´drovy´ch procesor˚u je vhodne´, aby vykreslova´n´ı mohlo pouzˇ´ıt vsˇech
dostupny´ch prostrˇedk˚u pro zrychlen´ı vy´pocˇt˚u. V te´to kapitole se take´ zaby´va´m mozˇnostmi
a proble´my s portabilitou aplikace.
Posledn´ı kapitola se zaby´va´ testova´n´ım vy´konu implementovane´ aplikace. Jsou zde
srovna´va´ny datove´ typy s plovouc´ı rˇa´dovou cˇa´rkou a jejich vliv na rychlost vy´pocˇtu. Hlavn´ı




2.1 Zobrazen´ı metodou sledova´n´ı paprsku
Zobrazen´ı metodou sledova´n´ı paprsku (raytracing) je jedna z pouzˇ´ıvany´ch metod pro zob-
razen´ı 3D sce´ny. Dosahuje vysoke´ kvality zobrazen´ı (odraz sveˇtla, lom sveˇtla, st´ıny). Za´klad
metody spocˇ´ıva´ ve sledova´n´ı paprsk˚u vys´ılany´ch z kamery do sce´ny. Princip mu˚zˇeme shr-
nout do na´sleduj´ıc´ıch bod˚u:
1. Vysˇleme paprsek z kamery skrz kazˇdy´ bod pr˚umeˇtny.
2. Najdeme nejblizˇsˇ´ı objekt ve sce´neˇ, ktery´ byl paprskem zasazˇen a vypocˇ´ıta´me pr˚usecˇ´ık.
3. Od pr˚usecˇ´ıku vysˇleme ke kazˇde´mu sveˇtlu ve sce´neˇ tzv. st´ınovy´ paprsek. Pokud beˇhem
cesty ke sveˇtlu paprsek zasa´hne objekt, tak sveˇtlo neprˇisp´ıva´ k vy´sledne´ intenziteˇ
osveˇtlen´ı. To znamena´, zˇe bod lezˇ´ı ve st´ınu.
4. Pokud sveˇtlo prˇisp´ıva´ k osveˇtlen´ı pr˚usecˇ´ıku, pouzˇit´ım Phongova sveˇtelne´ho modelu
urcˇ´ıme intenzitu osveˇtlen´ı [1].
5. Pokud je objekt z materia´lu, ktery´ odra´zˇ´ı sveˇtlo, vysˇleme podle za´kona odrazu re-
kurzivneˇ novy´ paprsek. Pr˚uhledny´mi objekty a vysla´n´ım paprsku podle za´kona lomu
sveˇtla se v te´to pra´ci nebudu zaby´vat. Omezuj´ıc´ı podmı´nkou vysla´n´ı nove´ho paprsku
je maxima´ln´ı hloubka rekurze.
6. Vy´slednou intenzitu z´ıska´me secˇten´ım vy´sledk˚u prˇedchoz´ıch dvou operac´ı.
Mu˚zˇe se zda´t zvla´sˇtn´ı, zˇe trasova´n´ı prob´ıha´ z kamery smeˇrem ke sveˇtlu a ne nao-
pak. Du˚vodem je zvy´sˇen´ı vy´konu vykreslova´n´ı, naprosta´ veˇtsˇina paprsk˚u vycha´zej´ıc´ıch ze
sveˇtelny´ch zdroj˚u nedopada´ do nasˇeho oka, proto nen´ı potrˇebna´ pro vy´pocˇet.
Existuj´ı metody zobrazen´ı 3D sce´ny jako naprˇ´ıklad path tracing [2] nebo photon map-
ping, ktere´ trasuj´ı paprsky smeˇrem od sveˇtelny´ch zdroj˚u. Tyto metody maj´ı vysˇsˇ´ı kvalitu
vy´stupu, protozˇe jsou schopny modelovat opticke´ jevy, ktere´ raytracing nedoka´zˇe, ale take´
jsou rˇa´doveˇ pomalejˇs´ı.
2.1.1 Kamera
Prvn´ım krokem algoritmu pro raytracing sce´ny je vysla´n´ı paprsku z kamery prˇes pr˚umeˇtnu.
Paprsek je popsa´n pocˇa´tkem O a normalizovany´m smeˇrovy´m vektorem r, ktery´ z´ıska´me
z c´ılove´ho bodu na pr˚umeˇtneˇ P(x,y) pomoc´ı vztahu:
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Obra´zek 2.1: Testovac´ı sce´na s velky´m pocˇtem objekt˚u.
~r =
O − P(x,y)∣∣O − P(x,y) ∣∣
Existuj´ı dva prˇ´ıstupy, jak realizovat kameru. Prvn´ı, ktery´ je jednodusˇsˇ´ı na implemen-
taci, prˇedpokla´da´ umı´steˇn´ı pr˚umeˇtny do roviny XY tak, aby jej´ı strˇed lezˇel ve strˇedu
sourˇadnicove´ho syste´mu. Pocˇa´tek (kameru) umı´st´ıme na sourˇadnice (0, 0,−f), vzda´lenost
f vypocˇ´ıta´me pomoc´ı sˇ´ıˇrky pr˚umeˇtny w (vodorovne´ rozliˇsen´ı obrazu) a u´hlu pohledu α:
f =
∣∣∣∣∣ w2 tg (α2 )
∣∣∣∣∣









Vy´hodou uvedene´ho rˇesˇen´ı je rychlost vy´pocˇtu smeˇrove´ho vektoru paprsku, nevy´hodou je
nedostatecˇna´ flexibilita. Pokud budeme pozˇadovat zobrazen´ı sce´ny z jine´ho u´hlu nebo jine´
vzda´lenosti, mus´ıme odpov´ıdaj´ıc´ım zp˚usobem prˇepocˇ´ıtat sourˇadnice vsˇech objekt˚u a sveˇtel,
cozˇ je velice neprakticke´.
Druhy´m prˇ´ıstupem je kamera zadana´ dveˇma body (pocˇa´tek O a c´ılem D) a vektorem
~d, ktery´ urcˇuje natocˇen´ı kamery (ukazuje ”nahoru“). Jedna´ se o slozˇiteˇjˇs´ı rˇesˇen´ı, ktere´ ale








Obra´zek 2.2: Kamera zadana´ pomoc´ı dvou bod˚u.
Za´kladem jsou dva vektory ~u a ~v. Vektor ~u urcˇuje posun v prostorovy´ch sourˇadnic´ıch,









Bod na pr˚umeˇtneˇ na´sledneˇ vypocˇ´ıta´me podle vztahu:











2.1.2 Vy´pocˇet pr˚usecˇ´ık˚u s objekty
Pro kazˇdy´ paprsek najdeme nejblizˇsˇ´ı objekt ve sce´neˇ, ktery´ byl t´ımto paprskem zasazˇen, a
vypocˇ´ıta´me pr˚usecˇ´ık. Nejjednodusˇsˇ´ım zp˚usobem je otestovat na pr˚usecˇ´ık vsˇechny objekty
ve sce´neˇ a na´sledneˇ vybrat nejblizˇsˇ´ı. S rostouc´ım pocˇtem paprsk˚u, objekt˚u a sveˇtel je
vsˇak tento postup velmi neefektivn´ı. Pro sce´ny s tis´ıci objekt˚u je prakticky nepouzˇitelny´.
Mozˇnostmi optimalizace se budu zaby´vat v kapitole 2.3.
V te´to pra´ci jsem se rozhodl pro podporu dvou za´kladn´ıch typ˚u objekt˚u – koule a
troju´heln´ıku. Pr˚usecˇ´ık s koul´ı lze zjistit dveˇma zp˚usoby:
• Algebraicky – metoda spocˇ´ıva´ v dosazen´ı rovnice poloprˇ´ımky paprsku ~x(t) = o+t~d do
rovnice koule (x−xc)2 + (y− yc)2 + (z− zc)2 = r2. Postup vede na rˇesˇen´ı kvadraticke´
rovnice.
• Geometricky – metoda je zalozˇena na vy´pocˇtu vzda´lenosti poloprˇ´ımky paprsku a
strˇedu koule. Pokud je vzda´lenost mensˇ´ı nezˇ polomeˇr koule, paprsek kouli protnul.
Oba zp˚usoby jsou detailneˇ popsa´ny v [3]. Rozhodl jsem se pro pouzˇit´ı geometricke´ho rˇesˇen´ı,
protozˇe umozˇnˇuje detekovat paprsky neprot´ınaj´ıc´ı kouli drˇ´ıve nezˇ algebraicke´ rˇesˇen´ı, cozˇ
ho cˇin´ı efektivneˇjˇs´ım. Pro pr˚usecˇ´ık s troju´heln´ıkem take´ existuje neˇkolik algoritmu˚. Po
prozkouma´n´ı velke´ho pocˇtu mozˇnost´ı [4] jsem se rozhodl pro algoritmus Mo¨ller-Trumbore
[5], ktery´ dosahuje velice dobry´ch vy´sledk˚u prˇi n´ızke´ pameˇt’ove´ na´rocˇnosti.
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2.1.3 Osveˇtlovac´ı modely
V prˇedchoz´ı kapitole jsme zjistili sourˇadnice pr˚usecˇ´ıku s nejblizˇsˇ´ım objektem, ktery´ paprsek
protnul. Dalˇs´ım krokem je vy´pocˇet intenzity osveˇtlen´ı. Povrch objektu je definova´n svy´mi
opticky´mi vlastnostmi (drsny´, leskly´, zrcadlovy´). Vy´pocˇet realisticke´ho osveˇtlen´ı podle fy-
zika´ln´ıho modelu je velice vy´pocˇetneˇ na´rocˇne´, proto se v praxi pro zjednodusˇen´ı pouzˇ´ıva´
empiricky´ch model˚u.
Lambert˚uv osveˇtlovac´ı model pocˇ´ıta´ pouze s difu´zn´ım odrazem sveˇtla. Jedna´ se o idea´ln´ı
difuzi, sveˇtlo je odrazˇeno do vsˇech smeˇr˚u se stejnou intenzitou. Velikost intenzity za´vis´ı na
difu´zn´ım koeficientu kd (materia´lova´ konstanta) kosinu u´hlu dopadu sveˇtla α.
Il = kd(~L · ~N)id
Vektor ~L ukazuje z bodu ke sveˇtlu, ~N je norma´la povrchu a id je intenzita sveˇtelne´ho zdroje.
Oba vektory jsou normalizovane´, proto plat´ı:
~L · ~N = cosα
Se zvysˇuj´ıc´ım se u´hlem mezi obeˇma vektory se bude postupneˇ snizˇovat intenzita osveˇtlen´ı
bodu.
Phong˚uv osveˇtlovac´ı model [1] je rozsˇ´ıˇren´ım Lambertova modelu. K difu´zn´ımu odrazu
prˇida´va´ jesˇteˇ zrcadlovy´ (spekula´rn´ı) odraz a rozpty´lenou (ambientn´ı) slozˇku sveˇtla. Inten-
zita osveˇtlen´ı podle Phongova modelu je da´na vztahem:
Ip = kaia +
∑
(kd(~L · ~N)id + ks(~R · ~V )nis)
~R = ~L− 2(~L · ~N) ~N
Vy´znam jednotlivy´ch konstant a vektor˚u je na´sleduj´ıc´ı:
Symbol Popis
ka Ambientn´ı koeficient materia´lu.
kd Difu´zn´ı koeficient materia´lu.
ks Spekula´rn´ı koeficient materia´lu.
ia Ambientn´ı intenzita sveˇtelny´ch zdroj˚u. By´va´ prˇedpocˇ´ıta´na
jako soucˇet intenzit jednotlivy´ch sveˇtel.
id Difu´zn´ı intenzita sveˇtelne´ho zdroje.
is Spekula´rn´ı intenzita sveˇtelne´ho zdroje.
n Ostrost odlesku.
~L Vektor ukazuj´ıc´ı od bodu ke sveˇtelne´mu zdroji.
~N Norma´la povrchu.
~R Odrazˇeny´ vektor ~L podle norma´ly ~N .
~V Vektor ukazuj´ıc´ı smeˇrem k pozorovateli.
Zrcadlove´ povrchy prˇisp´ıvaj´ı k intenziteˇ sveˇtla odrazˇeny´mi paprsky. Prˇ´ıchoz´ı paprsek je
odrazˇen podle za´kona odrazu kolem norma´ly. Na´zorna´ uka´zka je na obra´zku 2.3. Vy´pocˇet
smeˇrove´ho vektoru odrazˇene´ho paprsku provedeme dosazen´ım do vzorce
~b = ~a− 2(~a · ~n)~n
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a bn
Obra´zek 2.3: Odraz paprsku podle za´kona odrazu.
2.1.4 Vy´hody a nevy´hody raytracingu
Vy´hodou metody sledova´n´ı paprsku je realisticke´ zobrazen´ı sce´ny vcˇetneˇ odrazu sveˇtla, lomu
sveˇtla a st´ın˚u. Vy´pocˇetn´ı neza´vislost kazˇde´ho paprsku cˇin´ı metodu vhodnou pro paralelizaci.
Rychlost zpracova´n´ı je hlavn´ı nevy´hodou. Kazˇdy´ paprsek je pocˇ´ıta´n zvla´sˇt’ a mezi
vy´pocˇty nejsou sd´ılena zˇa´dna´ data. Vzhledem k rekurzivn´ı povaze trasovac´ıho algoritmu
mu˚zˇe by´t pocˇet vyslany´ch paprsk˚u velmi vysoky´.
Dalˇs´ı nevy´hodou je, zˇe prˇi raytracingu jsou vsˇechna sveˇtla bodova´ (s nulovou velikost´ı).
To ma´ za na´sledek mozˇnost zobrazit pouze ostre´ st´ıny, ktere´ se v prˇ´ırodeˇ prakticky nevy-
skytuj´ı. Plosˇne´ sveˇtelne´ zdroje lze do jiste´ mı´ry modelovat; v´ıce v kapitole 2.6.2.
2.2 Transformacˇn´ı matice
Pro umist’ova´n´ı a manipulaci s body, vektory a objekty v prostoru lze pouzˇ´ıt transformacˇn´ı
matice.
Nejprve zavedeme pojem homogenn´ı sourˇadnice. Kazˇdy´ bod v prostoru reprezento-
vany´ vektorem (x, y, z) ma´ homogenn´ı sourˇadnice odpov´ıdaj´ıc´ı (x, y, z, 1). Reprezentac´ı
trˇ´ırozmeˇrne´ho vektoru ve cˇtyrˇrozmeˇrne´m prostoru na´m umozˇn´ı realizovat potrˇebne´ ope-
race posunut´ı, otocˇen´ı a zmeˇnu meˇrˇ´ıtka.
Transformaci vektoru ~x pomoc´ı matice A na vektor ~x′ provedeme na´soben´ım matice
vektorem:
~x′ = A · ~x
Prˇi aplikaci v´ıce transformac´ı za sebou postupneˇ na´sob´ıme zprava jednotlivy´mi maticemi:
~x′ = C · (B · (A · ~x))
~x′ = (C ·B ·A) · ~x
M = C ·B ·A
~x′ = M · ~x
Vy´sˇe uvedeny´ postup ukazuje jednu z vy´hod maticove´ho prˇ´ıstupu k transformac´ım: vsˇechny
aplikovane´ transformacˇn´ı matice mu˚zˇeme nejprve vyna´sobit mezi sebou a azˇ pote´ apliko-
vat na bod. To znamena´ znacˇne´ sn´ızˇen´ı pocˇtu vykonany´ch operac´ı prˇi aplikaci stejny´ch
transformac´ı na v´ıce bod˚u.
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2.2.1 Transformacˇn´ı matice pro posunut´ı
T =

1 0 0 tx
0 1 0 ty
0 0 1 tz
0 0 0 1

2.2.2 Transformacˇn´ı matice pro zmeˇnu meˇrˇ´ıtka
S =

sx 0 0 0
0 sy 0 0
0 0 sz 0
0 0 0 1

2.2.3 Transformacˇn´ı matice pro otocˇen´ı kolem sourˇadny´ch os
Rx =

1 0 0 0
0 cosα − sinα 0
0 sinα cosα 0
0 0 0 1
 , Ry =

cosβ 0 − sinβ 0
0 1 0 0
sinβ 0 cosβ 0




cos γ − sin γ 0 0
sin γ cos γ 0 0
0 0 1 0
0 0 0 1

2.3 Optimalizace vykreslova´n´ı
Vzhledem k tomu, zˇe raytracing je vy´pocˇetneˇ velmi na´rocˇna´ metoda, je d˚ulezˇite´ zameˇrˇit se
na jej´ı optimalizaci. Jednou z mozˇnost´ı optimalizace je pouzˇit´ı adaptivn´ıho podvzorkova´n´ı.
Metoda nevys´ıla´ paprsky skrz kazˇdy´ pixel pr˚umeˇtny, ale do mrˇ´ızˇky naprˇ´ıklad 8× 8 pixel˚u.
Pokud se barva sousedn´ıch pixel˚u v mrˇ´ızˇce liˇs´ı jen nepatrneˇ, je prostor mezi nimi dopocˇ´ıta´n
interpolac´ı. V opacˇne´m prˇ´ıpadeˇ se pokracˇuje cˇtyrˇmi bloky o velikosti 4 × 4 pixely atd.
Zp˚usob znacˇneˇ urychluje zpracova´n´ı sce´n, ktere´ maj´ı mensˇ´ı mnozˇstv´ı detail˚u [6]. Nevy´hodou
je sn´ızˇen´ı kvality obrazu.
Dalˇs´ı mozˇnost´ı optimalizace je systematicky rozdeˇlit prostor sce´ny tak, aby se prˇi zob-
razova´n´ı minimalizovalo mnozˇstv´ı pocˇ´ıtany´ch pr˚usecˇ´ık˚u s objekty. Zp˚usob˚u existuje cela´
rˇada [7], zde se budu zaby´vat pouze BSP a KD stromy, protozˇe jsou v soucˇasnosti nejv´ıce
pouzˇ´ıva´ny.
2.4 BSP stromy
BSP (binary space partitioning) je metoda, ktera´ rekurzivneˇ deˇl´ı prostor na dva podprostory
pomoc´ı deˇl´ıc´ı roviny [8]. Vy´sledkem deˇlen´ı je datova´ struktura zna´ma´ jako BSP strom. Jedna´
se o bina´rn´ı strom, ktery´ obsahuje dva typy uzl˚u:
• Vnitrˇn´ı uzel: obsahuje rozmeˇr deˇlen´ı (X, Y , Z) a pozici deˇl´ıc´ı roviny
• List: obsahuje seznam objekt˚u sce´ny, ktere´ lezˇ´ı v dane´m podprostoru
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2.4.1 Konstrukce stromu
Konstrukce stromu prob´ıha´ rekurzivneˇ. Vstupem je osoveˇ zarovnany´ kva´dr ohranicˇuj´ıc´ı
sce´nu (voxel). Prˇi kazˇde´m kroku rekurze je rozdeˇlen deˇl´ıc´ı rovinou na dva mensˇ´ı. Deˇl´ıc´ı
rovina je vybra´na tak, aby voxel rozdeˇlila na dveˇ stejneˇ velke´ cˇa´sti. Rozmeˇr, ve ktere´m
bude deˇlen´ı prob´ıhat, mu˚zˇe by´t vybra´n postupny´m strˇ´ıda´n´ım sourˇadne´ osy (X, Y , Z, X,
. . .). Lepsˇ´ı vy´sledky ale dosa´hneme, kdyzˇ jako rozmeˇr deˇlen´ı pouzˇijeme nejveˇtsˇ´ı rozmeˇr
voxelu.
Na´sledneˇ je provedeno rozrˇazen´ı objekt˚u podle toho, do ktere´ poloviny na´lezˇ´ı. Pokud
objekt prot´ına´ deˇl´ıc´ı rovina, je prˇiˇrazen do obou polovin. Rekurzivn´ı deˇlen´ı je prova´deˇno
do te´ doby, nezˇ je splneˇno jedno ze dvou ukoncˇuj´ıc´ıch krite´ri´ı:
• minima´ln´ı pocˇet objekt˚u uvnitrˇ voxelu
• maxima´ln´ı hloubka rekurze
Rozrˇazova´n´ı je zalozˇeno na testu pr˚uniku objektu s osoveˇ zarovnany´m kva´drem. Nejjed-
nodusˇsˇ´ım zp˚usobem je obalit objekt pomoc´ı kva´dru a pote´ vyrˇesˇit, zda kva´dry maj´ı pr˚unik
nebo ne.
Objekty ale zab´ıraj´ı jen omezenou cˇa´st kva´dru, proto tento prˇ´ıstup detekuje velke´
mnozˇstv´ı pr˚unik˚u sˇpatneˇ, cozˇ ma´ za na´sledek horsˇ´ı kvalitu vytvorˇene´ho stromu. Pro efek-
tivneˇjˇs´ı rˇesˇen´ı je zapotrˇeb´ı pouzˇ´ıt specia´ln´ı algoritmy detekce pro jednotlive´ typy objekt˚u.
Test pr˚uniku kva´dru s koul´ı pracuje na za´kladeˇ urcˇen´ı nejkratsˇ´ı vzda´lenosti kva´dru od
strˇedu koule. Pokud je vzda´lenost veˇtsˇ´ı nezˇ polomeˇr koule, pr˚unik neexistuje. Vı´ce o tomto
algoritmu naleznete v [9].
Pro pr˚unik kva´dru s troju´heln´ıkem existuje kvalitn´ı algoritmus, ktery´ je vysveˇtlen v pu-
blikaci [10].
2.4.2 Pr˚uchod stromem
Pr˚uchod BSP stromem je realizova´n rekurzivneˇ. Vstupem procedury pr˚uchodu je korˇen
stromu a voxel ohranicˇuj´ıc´ı celou sce´nu. Prˇi kazˇde´m kroku rekurze se postupuje na´sledovneˇ:
1. Pokud je uzel listem stromu, otestuj´ı se na pr˚usecˇ´ık vsˇechny jeho objekty. Pokud nen´ı
pr˚usecˇ´ık nalezen, paprsek neprot´ına´ zˇa´dny´ objekt ve sce´neˇ. V opacˇne´m prˇ´ıpadeˇ je
nejblizˇsˇ´ı z nich nejblizˇsˇ´ım pr˚usecˇ´ıkem paprsku s celou sce´nou.
2. Rozdeˇl´ıme voxel deˇl´ıc´ı rovinou na dveˇ cˇa´sti – prˇedn´ı a zadn´ı.
3. Pokud paprsek prot´ına´ pouze jednu z nich, rekurzivneˇ na ni zavola´me funkci pr˚uchodu.
4. V prˇ´ıpadeˇ, zˇe paprsek prot´ına´ obeˇ dveˇ cˇa´sti, projdeme je v porˇad´ı blizˇsˇ´ı/vzda´leneˇjˇs´ı
vzhledem k paprsku.
Pr˚uchod lze realizovat i bez rekurzivn´ıho vola´n´ı pouzˇit´ım vlastn´ıho za´sobn´ıku. Podrobneˇ je
cely´ algoritmus vcˇetneˇ pseudoko´du popsa´n v [7].
2.5 KD stromy
KD stromy maj´ı podobnou strukturu jako BSP stromy, liˇs´ı se pouze v umı´steˇn´ı deˇl´ıc´ı roviny.
V prˇ´ıpadeˇ BSP stromu je umı´steˇna vzˇdy doprostrˇed deˇlene´ho voxelu, prˇi pouzˇit´ı KD stromu
je pozice deˇl´ıc´ı roviny libovolna´.
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Vhodna´ pozice je takova´, ktera´ vytvorˇ´ı co nejveˇtsˇ´ı pra´zdny´ prostor, protozˇe ten se ihned
v dalˇs´ım kroku konstrukce stromu stane listem bez objekt˚u. T´ım se znacˇneˇ sn´ızˇ´ı pocˇet test˚u
pr˚usecˇ´ık˚u s objekty. Sn´ızˇ´ı se take´ pr˚umeˇrna´ doba pr˚uchodu stromu, protozˇe paprsek s veˇtsˇ´ı
pravdeˇpodobnost´ı protne pra´zdny´ voxel.
Pro zjiˇsteˇn´ı optima´ln´ı pozice deˇl´ıc´ı roviny vyuzˇijeme heuristiky SAH, ktera´ je popsa´na
v na´sleduj´ıc´ı kapitole.
Obra´zek 2.4: Ilustracˇn´ı prˇ´ıklad BSP stromu (vlevo) v porovna´n´ı s KD stromem (vpravo).
2.5.1 Konstrukce stromu s pouzˇit´ım heuristiky
Heuristika SAH (surface area heuristic) je zalozˇena na geometricke´ pravdeˇpodobnosti.
Pravdeˇpodobnost jevu, kdy paprsek protne voxel, je za´visla´ na jeho povrchu. Pokud zna´me
pravdeˇpodobnost, mu˚zˇeme ji pouzˇ´ıt k vy´pocˇtu ceny za pr˚uchod voxelem:
K = CT + P · CI ·N
CT a CI jsou vhodneˇ zvolene´ konstanty pro cenu za pr˚uchod a cenu za pr˚usecˇ´ık s ob-
jektem, N oznacˇuje pocˇet objekt˚u a P pravdeˇpodobnost za´sahu paprskem.
Prˇi deˇlen´ı voxelu V na dveˇ cˇa´sti A a B mu˚zˇeme cenu vypocˇ´ıtat jako soucˇet cen obou
voxel˚u:
K = CT + CI (PANA + PBNB)









Pravdeˇpodobnosti podle SAH odpov´ıdaj´ı pod´ıl˚um povrch˚u d´ılcˇ´ıch voxel˚u (SA a SB)
k voxelu p˚uvodn´ımu (SV ). Pro kazˇdou mozˇnou pozici deˇl´ıc´ı roviny vypocˇ´ıta´me cenu za
rozdeˇlen´ı K a pote´ z nich vybereme minimum. Pokud je nalezena minima´ln´ı cena za
rozdeˇlen´ı veˇtsˇ´ı nezˇ cena nedeˇlene´ho voxelu
K = CINV ,
nebudeme v deˇlen´ı pokracˇovat. Vı´ce o cenovy´ch modelech a SAH naleznete v prac´ıch [7],
[11] a [12].
Protozˇe je pocˇet pozic nekonecˇny´, omez´ıme vy´pocˇty pouze na takove´ pozice, kde se meˇn´ı
pocˇet objekt˚u NA a NB v d´ılcˇ´ıch voxelech, tzn. na okraj´ıch jednotlivy´ch objekt˚u.
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Pokud budeme na kazˇde´ pozici, ktera´ je kandida´tem na minima´ln´ı cenu, pocˇ´ıtat objekty
nalevo a napravo od deˇl´ıc´ı roviny, bude mı´t algoritmus cˇasovou slozˇitost O(N2). Kromeˇ
prˇ´ıpad˚u, kdy bude objekt˚u maly´ pocˇet, je tento prˇ´ıstup nevyhovuj´ıc´ı.
Hleda´n´ı minima rˇazen´ım objekt˚u: Nejprve vytvorˇ´ıme seznam vsˇech vhodny´ch deˇl´ıc´ıch
rovin. U kazˇde´ z nich si ulozˇ´ıme, kolik objekt˚u v n´ı ma´ sv˚uj levy´ okraj (L) a kolik pravy´
okraj (R). Seznam vzestupneˇ serˇad´ıme a prˇi jeho sekvencˇn´ım pr˚uchodu upravujeme pocˇty
objekt˚u podle na´sleduj´ıc´ıch pravidel:
NAi+1 = NAi + Li
NBi+1 = NBi −Ri
Pocˇa´tecˇn´ı hodnota NA0 odpov´ıda´ pocˇtu objekt˚u, ktere´ zacˇ´ınaj´ı mimo zpracova´vany´ vo-
xel, pocˇa´tecˇn´ı hodnota NB0 = 0. Hleda´n´ı minima rˇazen´ım objekt˚u ma´ cˇasovou slozˇitost
O(N2 logN). Metoda poda´va´ velmi dobre´ vy´sledky, ale pro velky´ pocˇet objekt˚u je prˇ´ıliˇs
pomala´.
Hleda´n´ı minima vzorkova´n´ım: Deˇl´ıc´ı roviny umı´st’ujeme v pravidelny´ch intervalech
dany´ch pocˇtem vzork˚u (zpravidla 8 azˇ 32). Pro kazˇdou pozici spocˇ´ıta´me objekty a urcˇ´ıme
cenu. Z cen opeˇt zjist´ıme minimum. Tato metoda je rychla´ a poda´va´ relativneˇ dobre´
vy´sledky prˇi veˇtsˇ´ım pocˇtu objekt˚u, prˇi nizˇsˇ´ım pocˇtu objekt˚u ale kvalita vy´sledk˚u klesa´.
2.6 Zlepsˇen´ı vizua´ln´ı kvality vy´stupu
2.6.1 Anti-aliasing
Obra´zek 2.5: Vlevo vy´stup bez anti-aliasingu, vpravo s 50 vzorky na pixel.
Vy´stup vykreslova´n´ı je vzorkova´n frekvenc´ı danou vy´stupn´ım rozliˇsen´ım. Pokud je
rozliˇsen´ı n´ızke´, mu˚zˇe docha´zet k aliasingu, cozˇ se projevuje artefakty v obrazu. ”Zubate´“
hrany objekt˚u jsou typicky´m prˇ´ıkladem.
Jednou z pouzˇ´ıvany´ch metod anti-aliasingu (vyhlazen´ı hran) je super-sampling, ktery´
vzorkuje cely´ obraz na vysˇsˇ´ı frekvenci a na´sledneˇ jej prˇeva´d´ı na obraz s frekvenc´ı nizˇsˇ´ı.
V praxi to znamena´, zˇe rozdeˇl´ıme pixel na neˇkolik subpixel˚u a pro kazˇdy´ subpixel vysˇleme
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samostatny´ paprsek. Vy´sledna´ barva pixelu bude aritmeticky´m pr˚umeˇrem barev jednot-
livy´ch subpixel˚u.
Super-sampling je velmi na´rocˇny´ na vy´pocˇetn´ı vy´kon, protozˇe se zpracova´va´ daleko veˇtsˇ´ı
mnozˇstv´ı dat. Na druhou stranu poda´va´ velmi kvalitn´ı vy´sledky.
Ota´zkou z˚usta´va´, jak rozdeˇlit pixel na subpixely. Intuitivn´ım prˇ´ıstupem je pouzˇit´ı pra-
videlne´ mrˇ´ızˇky, cozˇ je ve veˇtsˇineˇ prˇ´ıpad˚u dostacˇuj´ıc´ı. V neˇktery´ch prˇ´ıpadech ale mohou prˇi
zpracova´n´ı vznikat obrazove´ artefakty. Spolehliveˇjˇs´ı zp˚usob je pouzˇ´ıt stochasticky´ super-
sampling.
Stochasticky´ super-sampling rozdeˇluje pixel na subpixely pomoc´ı na´hodneˇ generovany´ch
sourˇadnic. Prˇi veˇtsˇ´ım pocˇtu vzork˚u je pokryt´ı pixelu te´meˇrˇ rovnomeˇrne´. Algoritmus ne-
vytva´rˇ´ı artefakty obrazu jako pravidelna´ mrˇ´ızˇka, cˇasto je ale nutne´ pouzˇ´ıt veˇtsˇ´ı pocˇet
vzork˚u.
Nejvy´hodneˇjˇs´ı je pouzˇ´ıt kombinaci pravidelne´ mrˇ´ızˇky a stochasticke´ho super-samplingu.
Subpixely jsou z pozic v mrˇ´ızˇce vychy´leny pomoc´ı na´hodneˇ generovany´ch sourˇadnic. Pro
kvalitn´ı vy´stup je zapotrˇeb´ı me´neˇ vzork˚u nezˇ v prˇ´ıpadeˇ cˇisteˇ stochasticke´ho prˇ´ıstupu.
2.6.2 Distribuovany´ raytracing
Jednou z nevy´hod raytracingu je prˇ´ıliˇs velka´ ostrost sce´ny. Vsˇechny vykreslene´ odrazy a
st´ıny jsou perfektneˇ ostre´, cozˇ p˚usob´ı poneˇkud nerealisticky.
Rozmazany´ch odraz˚u simuluj´ıc´ıch objekt z drsne´ho materia´lu dosa´hneme pomoc´ı vzor-
kova´n´ı odrazˇeny´ch paprsk˚u. Namı´sto jednoho paprsku vygenerujeme prˇi odrazu nav´ıc sva-
zek paprsk˚u distribuovany´ okolo p˚uvodn´ıho smeˇru o urcˇity´ u´hel dany´ materia´lovou kon-
stantou. Jako distribucˇn´ı funkci je vhodne´ pouzˇ´ıt dvourozmeˇrne´ norma´ln´ı rozdeˇlen´ı (viz
obra´zek 2.7). Vy´sledna´ intenzita je rovna pr˚umeˇru intenzit vsˇech vyslany´ch paprsk˚u. Jedna´
se vlastneˇ o prˇiblizˇne´ rˇesˇen´ı integra´lu metodou Monte Carlo.
Obdobny´m zp˚usobem lze rˇesˇit meˇkke´ st´ıny. Mı´sto jednoho st´ınove´ho paprsku vyslane´ho
ke kazˇde´mu sveˇtlu opeˇt pouzˇijeme distribucˇn´ı funkci. Prˇ´ıklad je na obra´zku 2.6. Vı´ce najdete
v [2] a [13].
Vy´hodou distribuovane´ho raytracingu je realisticˇteˇjˇs´ı vy´stup vykreslova´n´ı, nevy´hodou
je drasticke´ sn´ızˇen´ı rychlost vy´pocˇtu, protozˇe vytva´rˇ´ı velky´ pocˇet novy´ch paprsk˚u.
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Obra´zek 2.6: Meˇkke´ st´ıny vytvorˇene´ pomoc´ı distribuovane´ho raytracingu (1000 vzork˚u
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V te´to kapitole se budu zaby´vat na´vrhem a implementac´ı vlastn´ıho raytraceru. Kvalitn´ı
na´vrh je za´kladem u´speˇsˇne´ aplikace. Architekturu raytraceru jsem navrhoval pomeˇrneˇ dlou-
hou dobu, pra´ce se ale nakonec vyplatila: beˇhem na´sledne´ implementace jsem nemusel
prova´deˇt zˇa´dne´ radika´ln´ı zmeˇny. Znacˇneˇ jsem si t´ım zkra´til cˇas vy´voje.
3.1 Na´vrh
Prvn´ı akc´ı prˇi na´vrhu byl vy´beˇr programovac´ıho jazyka. Podle zada´n´ı byla mozˇna´ implemen-
tace v jazyce C nebo v jazyce C++. Zvolil jsem si jazyk C++, protozˇe aplikace je velmi
vhodna´ pro objektove´ zpracova´n´ı. Beˇhem tvorby objektove´ho na´vrhu jsem se soustrˇedil
prˇedevsˇ´ım na rozsˇiˇritelnost, cˇitelnost a portabilitu zdrojove´ho ko´du. Dosazˇen´ı maxima´ln´ıho
vy´konu pomoc´ı r˚uzny´ch optimalizac´ı bylo azˇ my´m sekunda´rn´ım c´ılem.
Aplikaci jsem rozdeˇlil na trˇi hlavn´ı komponenty (program a dveˇ staticke´ knihovny),
ktere´ jsou mezi sebou navza´jem prova´za´ny:
• Knihovna libaux obsahuj´ıc´ı zdrojovy´ ko´d trˇet´ıch stran jako naprˇ´ıklad xml parser
nebo genera´tor na´hodny´ch cˇ´ısel.
• Knihovna libray, ktera´ obsahuje vsˇe, co se ty´ka´ zpracova´n´ı sce´ny a vy´pocˇt˚u prˇi
vykreslova´n´ı.
• Program raytracer, ktery´ rˇesˇ´ı vstupy a vy´stupy programu.
raytracer
libraylibaux
Obra´zek 3.1: Hlavn´ı komponenty aplikace a jejich za´vislosti.
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3.2 Knihovna libaux
Knihovna obsahuje pouzˇity´ zdrojovy´ ko´d trˇet´ıch stran. Nejveˇtsˇ´ı soucˇa´st´ı je xml parser
TinyXml [14], ktery´ program pouzˇ´ıva´ k nacˇten´ı sce´ny. Jedna´ se o jednodusˇe pouzˇitelny´ a
kompaktn´ı parser, pouzˇil jsem jej hlavneˇ kv˚uli drˇ´ıveˇjˇs´ım dobry´m zkusˇenostem.
Dalˇs´ı soucˇa´st´ı je genera´tor na´hodny´ch cˇ´ısel Mersenne-Twister [15]. Tento genera´tor je
velmi rychly´ a poda´va´ lepsˇ´ı vy´sledky nezˇ standardn´ı C funkce rand(). Hod´ı se prˇedevsˇ´ım
pro generova´n´ı velke´ho pocˇtu dat nebo v´ıcerozmeˇrny´ch dat.
Posledn´ı soucˇa´st´ı knihovny je funkce pro zjiˇsteˇn´ı pr˚uniku troju´heln´ıku s osoveˇ zarov-
nany´m kva´drem [10].
Ko´d jednotlivy´ch soucˇa´st´ı mohl by´t bez proble´mu˚ umı´steˇn v ostatn´ıch dvou kompo-
nenta´ch, ale t´ımto zp˚usobem jsem jednoznacˇneˇ oddeˇlil mnou napsany´ ko´d od ostatn´ıho.
3.3 Knihovna libray
Hlavn´ım u´kolem knihovny je vykreslen´ı zadane´ sce´ny do renderovac´ıho vy´stupu. Na obra´zku
3.2 mu˚zˇete videˇt diagram trˇ´ıd, ktere´ knihovna pouzˇ´ıva´ ke splneˇn´ı tohoto u´kolu (pro zjed-





























Obra´zek 3.2: Diagram trˇ´ıd knihovny libray.
3.3.1 Datove´ typy
Veˇtsˇina vy´pocˇt˚u prˇi vykreslova´n´ı prob´ıha´ s cˇ´ısly s plovouc´ı rˇa´dovou cˇa´rkou. Jizˇ beˇhem
na´vrhu jsem pocˇ´ıtal s podporou datovy´ch typ˚u float a double tak, aby se podmı´neˇnou
kompilac´ı dal zvolit jeden z nich pro vsˇechny vy´pocˇty v aplikaci. Doc´ılil jsem toho zaveden´ım
datove´ho typu real (stejneˇ jako v uka´zkove´m ray-traceru [16], ktery´ mi byl inspirac´ı), ktery´
je aliasem bud’ na float nebo double. Na vybrane´m datove´m typu jsou za´visle´ pouzˇite´
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funkce matematicke´ knihovny. Te´meˇrˇ vsˇechny existuj´ı ve verz´ıch pro oba datove´ typy, proto
v aplikaci pouzˇ´ıva´m vlastn´ı definice preprocesoru, ktere´ vzˇdy odkazuj´ı na spra´vnou z nich:
1 #ifdef USE_FLOAT
2 typedef float real;
3 #define real_sqrt sqrtf
4 #define real_log logf
5 #else
6 typedef double real;
7 #define real_sqrt sqrt
8 #define real_log log
9 #endif
Pro vektorove´ operace jsem vytvorˇil strukturu Vector3d, ktera´ prˇedstavuje vektor v pro-
storu (x, y, z) nebo barvu (r, g, b). Dı´ky mozˇnosti prˇeteˇzˇova´n´ı opera´tor˚u v jazyce C++ je
mozˇne´ s vektorem pracovat podobneˇ jako s beˇzˇny´m cˇ´ıslem. Nav´ıc jsou implementova´ny
operace pro skala´rn´ı soucˇin, vektorovy´ soucˇin a normalizaci.
3.3.2 Materia´ly
Materia´l povrchu je charakteristicky´ pro kazˇdy´ objekt umı´steˇny´ ve sce´neˇ, ovlivnˇuje vy´pocˇty
osveˇtlovac´ıho modelu. Nataven´ım jeho vlastnost´ı definujeme, jak povrch objektu vypada´.
Dostupne´ vlastnosti jsou:
• Barva povrchu reprezentovana´ vektorem (r, g, b). V osveˇtlovac´ım modelu se pocˇ´ıta´
s kazˇdou slozˇkou zvla´sˇt’.
• Ambientn´ı koeficient materia´lu.
• Difu´zn´ı koeficient materia´lu.
• Spekula´rn´ı koeficient materia´lu.
• Ostrost spekula´rn´ıho odlesku.
• Odrazivost materia´lu.
• Rozptyl difu´zn´ıho odrazu uda´va´ rozptyl norma´ln´ıho rozlozˇen´ı pouzˇite´ho prˇi distribu-
ovane´m raytracingu, ktery´ byl popsa´n v kapitole 2.6.2.
3.3.3 Sce´na
Ja´drem knihovny je sce´na. Obsahuje v sobeˇ vsˇechny objekty k vykreslen´ı spolu s pouzˇity´mi
materia´ly a sveˇtly. Pro uchova´n´ı dat je pouzˇita standardn´ı C++ trˇ´ıda std::vector.
Jak jizˇ bylo rˇecˇeno v kapitole 2.1.2, podporovany´mi objekty jsou koule a troju´heln´ıky.
Oba dva typy objekt˚u zdeˇdeˇny z ba´zove´ trˇ´ıdy Primitive. ktera´ poskytuje rozhran´ı pro
hleda´n´ı pr˚usecˇ´ıku a z´ıska´n´ı norma´ly. Proto mu˚zˇeme jednodusˇe prˇidat dalˇs´ı typ podporo-
vane´ho objektu, anizˇ bychom museli meˇnit cokoliv v algoritmech zpracova´n´ı sce´ny.
Hlavn´ım u´kolem sce´ny je hleda´n´ı pr˚usecˇ´ık˚u paprsku s objektem. V prˇ´ıpadeˇ paprsk˚u
z kamery nebo paprsk˚u odrazˇeny´ch objekty je hleda´n vzˇdy nejblizˇsˇ´ı pr˚usecˇ´ık, v prˇ´ıpadeˇ
st´ınovy´ch paprsk˚u, ktere´ slouzˇ´ı ke zjiˇsteˇn´ı, zda je bod osveˇtlen, je hleda´n jaky´koliv pr˚usecˇ´ık
do zadane´ vzda´lenosti.
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Naivn´ım prˇ´ıstupem bez pouzˇit´ı optimalizac´ı je testova´n´ı vzˇdy vsˇech objekt˚u sce´ny na
prˇ´ıtomnost pr˚usecˇ´ıku. Prˇi velke´m mnozˇstv´ı objekt˚u mu˚zˇe by´t cˇas vykreslen´ı sce´ny naivn´ım
zp˚usobem v rˇa´du hodin nebo dn´ı.
Pouzˇit´ım BSP nebo KD stromu˚ se cˇas vykreslen´ı vy´razneˇ zkra´t´ı. Implementace ve
trˇ´ıda´ch BSPScene a KDScene obsahuj´ı metody pro vytva´rˇen´ı a rychle´ procha´zen´ı stromovou
datovou strukturou. Beˇhem procha´zen´ı je nutne´ rˇesˇit pr˚usecˇ´ıky paprsku s osoveˇ oriento-
vany´m kva´drem. Pouzˇita´ metoda je popsa´na v [17]. Pro rˇ´ıd´ıc´ı objekt, ktery´ je popsa´n
v na´sleduj´ıc´ı kapitole, je pouzˇit´ı teˇchto trˇ´ıd transparentn´ı.
3.3.4 Rˇı´zen´ı vykreslova´n´ı
Rˇ´ızen´ı vykreslova´n´ı je prova´deˇno v trˇ´ıdeˇ Raytracer. Jej´ım vstupem je nastavena´ kamera
a sce´na obsahuj´ıc´ı objekty. Kamera se rˇ´ıd´ı principy popsany´mi v kapitole 2.1.1, tzn. ma´
nastaven zdrojovy´ a c´ılovy´ bod, vzda´lenost pr˚umeˇtny od pocˇa´tku a rozliˇsen´ı obrazu.
Beˇhem vykreslova´n´ı jsou postupneˇ vypocˇ´ıta´ny barvy bod˚u (pixel˚u) pr˚umeˇtny: pro kazˇdy´
bod je nejprve zjiˇsteˇn smeˇrovy´ vektor paprsku. Na´sledneˇ je vysla´n paprsek z kamery do
sce´ny a zjiˇsteˇn pr˚usecˇ´ık s nejblizˇsˇ´ım objektem ve sce´neˇ. Na za´kladeˇ pr˚usecˇ´ıku je vypocˇ´ıta´na
intenzita osveˇtlen´ı (barva) dane´ho bodu. V prˇ´ıpadeˇ vy´skytu reflexn´ıho povrchu objektu
jsou vysla´ny dalˇs´ı paprsky, ktere´ prˇisp´ıvaj´ı k vy´sledne´ barveˇ pixelu.
Vypocˇ´ıtana´ barva je nakonec zapsa´na prˇes rozhran´ı RenderOutput do vykreslovac´ıho












Obra´zek 3.3: Sekvencˇn´ı diagram vykreslen´ı jednoho pixelu.
V prvn´ıch verz´ıch aplikace byly pixely vykreslova´ny sekvencˇneˇ po rˇa´dc´ıch. Pozdeˇji jsem
algoritmus zmeˇnil tak, aby pixely vykresloval po bloc´ıch. Ve veˇtsˇineˇ prˇ´ıpad˚u to prˇineslo
zvy´sˇen´ı vy´konu kv˚uli tomu, zˇe body bl´ızko sebe sd´ıl´ı daleko v´ıce dat, vyuzˇije se tak le´pe
vyrovna´vac´ı pameˇt’ procesoru. Jako optima´ln´ı se nakonec uka´zala velikost bloku 32 × 32
pixel˚u, veˇtsˇ´ı bloky jizˇ neprˇina´sˇ´ı prˇ´ıliˇsne´ zlepsˇen´ı.
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Distribuovany´ raytracing je implementova´n trˇ´ıdou DistributedRT zdeˇdeˇnou ze trˇ´ıdy
Raytracer. Obsahuje upravene´ metody pro vy´pocˇet odraz˚u a st´ın˚u, ktere´ pracuj´ı na ba´zi
vys´ıla´n´ı mnozˇstv´ı paprsk˚u podle distribucˇn´ı funkce. Generova´n´ı na´hodny´ch cˇ´ısel s dvou-
rozmeˇrny´m norma´ln´ım rozdeˇlen´ım je rˇesˇen pomoc´ı Box-Mullerovy transformace [18]. Vı´ce
o distribuovane´m raytracingu naleznete v kapitole 2.6.2.
3.3.5 Pomocne´ trˇ´ıdy
Beˇhem vykreslova´n´ı se pouzˇ´ıva´ neˇkolik pomocny´ch trˇ´ıd, prvn´ı z nich je Counter, ktera´ za-
pouzdrˇuje jednoduchy´ cˇ´ıtacˇ. Beˇhem vy´voje byla upravena pro paraleln´ı zpracova´n´ı (viz kapi-
tola 3.5). Prˇi vy´pocˇtech je vyuzˇita pro pocˇ´ıta´n´ı vyslany´ch paprsk˚u (norma´ln´ıch a st´ınovy´ch).
Po ukoncˇen´ı vy´pocˇt˚u jsou z n´ı odecˇteny vy´sledky za u´cˇelem vypsa´n´ı statistiky.
Trˇ´ıda Generator tvorˇ´ı rozhran´ı nad genera´torem na´hodny´ch cˇ´ısel z knihovny libaux
(kapitola 3.2). Take´ byla upravena beˇhem vy´voje kv˚uli paraleln´ıho zpracova´n´ı.
ProgressUpdater je rozhran´ı, ktere´ slouzˇ´ı k ozna´men´ı o pr˚ubeˇhu vy´pocˇtu, konkre´tneˇ

















Obra´zek 3.4: Diagram trˇ´ıd programu raytracer. Vsˇechny asociace jsou typu 1:1.
3.4.1 Zpracova´n´ı parametr˚u
Raytracer je konzolova´ aplikace, ovla´da´ se z prˇ´ıkazove´ rˇa´dky pomoc´ı parametr˚u. Po spusˇteˇn´ı
se vsˇechny parametry prˇ´ıkazove´ rˇa´dky prˇedaj´ı trˇ´ıdeˇ Params, ktera´ provede jejich zpracova´n´ı.
Pokud prˇi zpracova´n´ı dojde k chybeˇ, je vypsa´na na´poveˇda k pouzˇit´ı a ukoncˇen program.
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V opacˇne´m prˇ´ıpadeˇ jsou promeˇnne´ objektu trˇ´ıdy Params naplneˇny daty, ktera´ jsou pak
prˇeda´na vykreslovac´ı funkci.
3.4.2 Nacˇ´ıta´n´ı sce´ny
Sce´na je nacˇ´ıta´na ze souboru forma´tu XML, ktery´ je zada´n jako parametr prˇ´ıkazove´ rˇa´dky.
Vesˇkera´ pra´ce se souborem je zapouzdrˇena ve trˇ´ıdeˇ XMLLoader. Prˇ´ıkladem souboru se sce´nou
mu˚zˇe by´t:
1 <?xml version="1.0" ?>
2 <scene>
3 <background r="0.1" g="0.1" b="0.6" />
4
5 <camera fov="50" zoom="100">
6 <origin x="4" y="-4.5" z="-18" />




11 <material name="blue" r="0.7" g="0.7" b="1.0"
12 diffuse="0.4" reflection="0.4" />
13 <material name="red_steel" r="1" g="0" b="0"








22 <sphere x="0" y="-1" z="12" r="1.2" material="blue" />
23 <scale factor="0.025">
24 <rotate ry="1">
25 <translate x="-3" z="4.5">







33 <light x="-1" y="0" z="0" r="0.8" g="0.8" b="0.8" size="0.1" />
34 </lights>
35 </scene>
Prvn´ım rˇa´dkem vzˇdy mus´ı by´t XML hlavicˇka, pote´ na´sleduje korˇenovy´ element scene,
ve ktere´m jsou obsazˇeny vsˇechny dalˇs´ı definice.
Element background slouzˇ´ı k nastaven´ı barvy pozad´ı, pokud nen´ı prˇ´ıtomen, je pozad´ı
sce´ny nastaveno na cˇernou barvu. Rˇa´dky 5–8 obsahuj´ı definici vlastnost´ı kamery elementem
20
camera. Kamera bude umı´steˇna do bodu origin a nasmeˇrova´na na bod destination.
V prˇ´ıpadeˇ, zˇe nen´ı zada´n atribut s u´hlem pohledu fov nebo ohniskovou vzda´lenost´ı f, je
ohniskova´ vzda´lenost nastavena na vzda´lenost teˇchto dvou bod˚u.
Da´le jsou v uka´zkove´m souboru definova´ny materia´ly povrch˚u. Pomoc´ı atribut˚u lze
nastavit vsˇechny aspekty materia´l˚u, ktere´ byly popsa´ny v kapitole 3.3.2. Kazˇdy´ materia´l je
jednoznacˇneˇ identifikova´n svy´m jme´nem v atributu name.
Definice pouzˇity´ch model˚u jsou umı´steˇny v elementu models. Podle typu je model nacˇten
pod zadany´m jme´nem do pameˇti tak, aby mohly by´t jeho instance opakovaneˇ vlozˇeny do
sce´ny.
Hlavn´ım elementem souboru se sce´nou je objects (rˇa´dky 21–30), ktery´ rˇ´ıd´ı vkla´da´n´ı ob-
jekt˚u do sce´ny. Mu˚zˇe obsahovat dva typy vnorˇeny´ch element˚u. Prvn´ım z nich jsou operace,
ktere´ upravuj´ı transformacˇn´ı matici (viz kapitola 2.2):
• transform – Posunut´ı o zadane´ sourˇadnice.
• rotate – Rotace kolem pocˇa´tku sourˇadnicove´ soustavy o zadany´ u´hel (atributy x, y,
z) nebo na´sobek pi (atributy rx, ry, rz).
• scale – Zveˇtsˇen´ı, zmensˇen´ı nebo prˇevra´cen´ı podle zadany´ch koeficient˚u.
Transformacˇn´ı elementy lze do sebe libovolneˇ vnorˇovat a t´ım transformace skla´dat. Druhy´m
typem jsou definice objekt˚u:
• sphere – Koule zadana´ svy´m strˇedem a polomeˇrem.
• triangle – Troju´heln´ık zadany´ pomoc´ı trˇ´ı vrchol˚u.
• quad – Cˇtyrˇu´heln´ık, ktery´ je prˇida´n jako dva troju´heln´ıky, protozˇe vykreslovac´ı ja´dro
cˇtyrˇu´heln´ıky nepodporuje.
• model – Vlozˇen´ı instance modelu podle zadane´ho jme´na.
Na kazˇdy´ objekt je prˇed vlozˇen´ım aplikova´na aktua´ln´ı transformacˇn´ı matice. V uka´zkove´m
prˇ´ıkladu je vlozˇen model s na´zvem ”ships“, ktery´ je nejprve zmensˇen ve vsˇech osa´ch koefi-
cientem 0, 025, pote´ otocˇen kolem osy y o u´hel pi radia´n˚u a nakonec posunut o −3 jednotky
na ose x a 4, 5 na ose z.
Posledn´ım elementem uka´zkove´ho prˇ´ıkladu je lights, ktery´ obsahuje seznam sveˇtel
sce´ny. Kazˇde´ sveˇtlo je definova´no svou pozic´ı a barvou, prˇ´ıpadneˇ velikost´ı, pokud se jedna´
o plosˇny´ sveˇtelny´ zdroj. Velikosti sveˇtel jsou zohledneˇny pouze prˇi pouzˇit´ı distribuovane´ho
raytracingu, jinak se vsˇechna sveˇtla chovaj´ı jako bodova´.
3.4.3 Nacˇ´ıta´n´ı a pra´ce s 3D modely
Jak bylo naznacˇeno v minule´ kapitole, aplikace podporuje nacˇ´ıta´n´ı model˚u, ktere´ pak mo-
hou by´t v neˇkolika instanc´ıch vlozˇeny do sce´ny. Vy´hodou pouzˇit´ı modelu je prˇehlednost a
zrychlen´ı zpracova´n´ı XML souboru sce´ny. Aplikace podporuje dva forma´ty model˚u:
• 3ds (trˇ´ıda Model3DS) – jedna´ se o standardn´ı modely exportovane´ programem 3D
Studio MAX. Podporova´ny jsou pouze soubory obsahuj´ıc´ı jeden troju´heln´ıkovy´ model.
Kromeˇ neˇho se ze souboru zˇa´dna´ dalˇs´ı data (materia´ly, osveˇtlen´ı, . . .) nenacˇ´ıtaj´ı.
• raw (trˇ´ıda ModelRaw) – vlastn´ı bina´rn´ı forma´t pro reprezentaci modelu slozˇene´ho
z troju´heln´ık˚u nebo koul´ı. Kompletn´ı popis forma´tu je v prˇ´ıloze D.
21
3.4.4 Vy´stup vykreslova´n´ı
Trˇ´ıdy slouzˇ´ıc´ı jako vy´stup vykreslova´n´ı jsou zdeˇdeˇny z cˇisteˇ abstraktn´ı trˇ´ıdy RenderOutput.
V programu je jich implementova´no neˇkolik, v prˇ´ıpadeˇ nutnosti je mozˇne´ jednodusˇe doim-
plementovat dalˇs´ı.
NullRenderOutput slouzˇ´ı k vykreslova´n´ı napra´zdno, metody trˇ´ıdy neobsahuj´ı zˇa´dny´
ko´d. Tento vy´stup je vhodny´ prˇedevsˇ´ım pro meˇrˇen´ı vy´konu, protozˇe vy´sledky nejsou zkres-
leny za´pisem do renderovac´ıho vy´stupu.
SDLRenderOutput vyuzˇ´ıva´ multiplatformn´ı knihovny SDL (Simple DirectMedia Layer
k vytvorˇen´ı okna, ve ktere´m je pote´ zobrazen vy´stup vykreslova´n´ı.
ImageRenderOutput je abstraktn´ı trˇ´ıda pro za´pis vy´stupu do souboru. Ze zacˇa´tku vy´voje
z n´ı byla odvozena pouze trˇ´ıda TGAImageOutput, ktera´ zapisuje to graficke´ho forma´tu Targa.
Forma´t jsem zvolil, protozˇe je univerza´ln´ı a jednoduchy´ na implementaci. Pozdeˇji jsem prˇidal
jesˇteˇ dalˇs´ı trˇ´ıdu PNGImageOutput vyuzˇ´ıvaj´ıc´ı knihovnu libpng pro za´pis do soubor˚u forma´tu
PNG (Portable Network Graphics).
TextRenderOutput vypisuje vy´stup do textove´ho souboru nebo konzole. Barevny´ vy´stup
je nejprve prˇeveden na odst´ıny sˇedi, ktere´ jsou na´sledneˇ prˇevedeny na textovou reprezentaci.
3.4.5 Meˇrˇen´ı cˇasu a ukazatel pr˚ubeˇhu
Jedn´ım z c´ıl˚u pra´ce je srovna´va´n´ı vy´konu raytraceru podle r˚uzny´ch krite´ri´ı. Abychom mohli
meˇrˇit vy´kon, mus´ı by´t v programu implementova´n mechanismus pro meˇrˇen´ı cˇasu. V pro-
gramu je realizova´n trˇ´ıdou Stopwatch, ktera´ meˇrˇ´ı dva cˇasy: procesorovy´ a rea´lny´.
Spolecˇneˇ s implementac´ı distribuovane´ho raytracingu jsem do aplikace prˇidal trˇ´ıdu
ConsoleProgressBar, ktera´ implementuje rozhran´ı ProgressUpdater a slouzˇ´ı k zobra-
zen´ı pr˚ubeˇhu vykreslova´n´ı na standardn´ı vy´stup. Neˇktere´ sce´ny mohou by´t zpracova´va´ny
azˇ neˇkolik hodin, proto je dobre´, kdyzˇ uzˇivatel vid´ı, zˇe aplikace sta´le pracuje.
3.5 Paralelizace vykreslova´n´ı
Vykreslova´n´ı sce´ny je vy´pocˇetneˇ velmi na´rocˇna´ operace, kterou je mozˇno snadno paraleli-
zovat, protozˇe jednotlive´ paprsky jsou na sobeˇ neza´visle´.
Prˇi prvn´ıch pokusech implementace paraleln´ıho zpracova´n´ı jsem pouzˇ´ıval standardn´ı
POSIXova´ vla´kna (pthreads). Aplikace fungovala spolehliveˇ, ale zdrojovy´ ko´d byl slozˇity´
a h˚urˇe cˇitelny´. Dalˇs´ı byl proble´m s podmı´neˇnou kompilac´ı, chteˇl jsem mı´t mozˇnost, jak
jednodusˇe vytvorˇit verzi programu, ktera´ nepouzˇ´ıva´ vla´kna. Prˇi pouzˇit´ı pthreads se cˇitelnost
ko´du jesˇteˇ sn´ızˇila.
Pozdeˇji jsem narazil na rˇesˇen´ı OpenMP [19], ktere´ umozˇnˇuje paralelizovat cˇa´sti pro-
gramu pouze pomoc´ı direktiv preprocesoru prˇekladacˇe. Prˇ´ıkladem mu˚zˇe by´t ko´d pro ren-
derova´n´ı blok˚u obrazu:
1 #ifdef _OPENMP
2 #pragma omp parallel for shared(blocks, ray) private(i) schedule(dynamic)
3 #endif




Bloky jsou paralelneˇ zpracova´va´ny vsˇemi dostupny´mi procesory, knihovna automaticky
vytva´rˇ´ı pocˇet vla´ken podle pocˇtu procesor˚u. Cyklus je rozdeˇlova´n dynamicky: pokud exis-
tuje cˇa´st cyklu, ktera´ nen´ı zpracova´na, dostane ji prˇideˇleno volne´ vla´kno. Podmı´neˇna´ kom-
pilace nen´ı proble´mem, protozˇe prˇekladacˇ prˇi pouzˇit´ı knihovny definuje automaticky symbol
_OPENMP. Podpora OpenMP je implementova´na naprˇ´ıklad v prˇekladacˇi GCC od verze 4.2.
Vı´ce informac´ı o mozˇnostech prˇekladu programu najdete v prˇ´ıloze A.
Pokud je program prova´deˇn paralelneˇ, mus´ıme zajistit, aby dveˇ vla´kna nezapisovala
soucˇasneˇ do stejne´ho pameˇt’ove´ho prostoru. Prˇi renderova´n´ı blok˚u se proble´m neprojev´ı,
protozˇe kazˇdy´ blok ma´ sv˚uj vlastn´ı u´sek pameˇti pro pixel˚u obrazu na vy´stup. Kriticke´
sekce jsou zapouzdrˇeny do trˇ´ıd Counter a Generator, ktere´ jsem musel upravit tak, aby
uchova´valy separa´tn´ı hodnoty pro jednotliva´ vla´kna.
3.6 Portabilita zdrojove´ho ko´du
Aplikace byla prima´rneˇ vyv´ıjena na platformeˇ GNU/Linux a prˇekladacˇi GCC verze 4.2.
Prˇekladovy´ syste´m byl postaven na utiliteˇ GNU make, jeho popis najdete v prˇ´ıloze A.
Zdrojovy´ ko´d je psa´n podle normy C++ 98, proto by meˇl by´t prˇelozˇitelny´ veˇtsˇinou dnes
dostupny´ch prˇekladacˇ˚u.
Aplikaci se mi podarˇilo u´speˇsˇneˇ prˇelozˇit a otestovat na na´sleduj´ıc´ıch platforma´ch:
HW platforma Operacˇn´ı syste´m Prˇekladacˇ
x86 64 GNU/Linux GCC 4.2.3
x86 GNU/Linux GCC 4.2.3
x86 GNU/Linux GCC 4.3.0
x86 GNU/Linux Intel C++ Compiler 10.0.023
x86 FreeBSD GCC 3.4.6
x86 MS Windows GCC 3.4.4 (MinGW)
x86 MS Windows GCC 3.4.4 (Cygwin)
Tabulka 3.1: Testovane´ HW platformy a operacˇn´ı syste´my.
Jistou prˇeka´zˇkou v portabiliteˇ do syste´mu Microsoft Windows je za´vislost na stan-
dardech POSIX, konkre´tneˇ ve zpracova´n´ı parametr˚u (trˇ´ıda Params) a meˇrˇen´ı cˇasu (trˇ´ıda
Stopwatch). Proto nen´ı mozˇne´ prˇelozˇit aplikaci naprˇ´ıklad v Microsoft Visual C++. Proble´m




4.1 Testovac´ı sestavy a metodika meˇrˇen´ı
Testy prob´ıhaly v operacˇn´ım syste´mu GNU/Linux, program byl kompilova´n prˇekladacˇem
GCC 4.2 bez podpory SDL, PNG a OpenMP. Hardwarova´ konfigurace testovac´ıch stanic
byla na´sleduj´ıc´ı:
• S1: Intel Core2 Duo E6420 (64-bit), 2.13 GHz, 4 MB cache, 2048 MB RAM.
• S2: AMD Opteron 2216 (64-bit), 2.40 GHz, 1 MB cache, 4096 MB RAM.
• S3: AMD Opteron 2216 (32-bit), 2.40 GHz, 1 MB cache, 4096 MB RAM.
• S4: Intel Pentium 4 (32-bit), 1.50 GHz, 256 kB cache, 512 MB RAM.
• S5: Intel Core Duo T2400 (32-bit), 1.83 GHz, 2 MB cache, 1536 MB RAM.
4.2 Testovane´ sce´ny
Sce´na Troju´heln´ıky Koule Sveˇtla
balls 2 7381 3
balls2 2 597871 3
ships 1004 13 2
tree 180182 0 7
pyramid5 18750 0 1
Tabulka 4.1: Charakteristiky testovac´ıch sce´n.
4.3 Meˇrˇen´ı vy´konu BSP a KD stromu˚
Srovna´n´ı BSP a KD stromu˚ jsem provedl na vsˇech testovac´ıch stanic´ıch. Hlavn´ım meˇrˇeny´m
u´dajem byl procesorovy´ cˇas. Vykreslova´n´ı bylo prova´deˇno bez vy´stupu s rozliˇsen´ım 800×600
pixel˚u, zapnuty´mi st´ıny a odrazy do trˇet´ı u´rovneˇ rekurze. Kv˚uli eliminaci chyb bylo kazˇde´
meˇrˇen´ı provedeno desetkra´t, vy´sledky jsou strˇedn´ı hodnotou vsˇech meˇrˇen´ı.
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balls balls2 ships tree pyramid5
BSP KD BSP KD BSP KD BSP KD BSP KD
S1 konstrukce 0.40 0.29 0.01 0.09 0.01 0.01 0.96 2.63 0.69 4.73
vykreslen´ı 0.41 0.40 3.90 2.90 2.40 1.90 148.95 2.75 55.29 6.87
celkem 0.82 0.69 3.90 2.99 2.40 1.91 149.92 5.37 55.98 11.59
S2 konstrukce 0.43 0.76 0.01 0.23 0.01 0.04 3.15 9.05 1.70 14.61
vykreslen´ı 0.37 0.95 4.59 3.54 2.82 3.06 621.47 4.51 146.86 12.50
celkem 0.80 1.71 4.60 3.77 2.83 3.10 624.62 13.56 148.56 27.11
S3 konstrukce 0.84 0.77 0.02 0.20 0.02 0.03 2.25 9.99 1.86 14.71
vykreslen´ı 0.86 0.79 6.82 4.89 4.90 3.21 658.90 5.23 156.37 12.93
celkem 1.71 1.56 6.84 5.09 4.91 3.24 661.15 15.22 158.23 27.64
S4 konstrukce 1.37 1.67 0.04 0.36 0.04 0.07 4.34 18.57 2.71 23.72
vykreslen´ı 1.63 1.75 17.07 13.68 10.70 8.76 608.49 13.57 322.62 34.94
celkem 3.00 3.42 17.11 14.04 10.74 8.83 612.83 32.14 325.33 58.66
S5 konstrukce 0.60 0.62 0.01 0.16 0.01 0.02 1.73 7.17 1.16 10.31
vykreslen´ı 0.62 0.69 6.72 5.06 4.30 3.22 330.19 5.04 124.00 12.14
celkem 1.22 1.31 6.73 5.22 4.31 3.24 331.92 12.21 125.16 22.45
Tabulka 4.2: Cˇasy vykreslen´ı sce´ny s pouzˇit´ım BSP a KD stromu˚.
Z nameˇrˇeny´ch hodnot uvedeny´ch v tabulce 4.2 je videˇt, zˇe ve veˇtsˇineˇ prˇ´ıpad˚u je pouzˇit´ı
KD stromu˚ vy´hodneˇjˇs´ı. Delˇs´ı cˇas konstrukce stromu oproti BSP je vyva´zˇena neˇkdy azˇ
neˇkolikana´sobneˇ kratsˇ´ım cˇasem vykreslova´n´ı.
Vy´jimkou jsou sce´ny s n´ızky´m pocˇtem objekt˚u a sce´ny, ktere´ maj´ı objekty rozmı´steˇny
tak, zˇe jsou vytvorˇene´ stromy velmi podobne´. V tomto prˇ´ıpadeˇ je doba vykreslova´n´ı prak-
ticky shodna´, omezuj´ıc´ım faktorem je pouze doba konstrukce.
Naopak prˇi sce´na´ch s nerovnomeˇrneˇ rozmı´steˇny´mi objekty (naprˇ´ıklad tree) jsou BSP
stromy velmi neefektivn´ım rˇesˇen´ım, protozˇe algoritmus vytva´rˇen´ı brzy dosa´hne maxima´ln´ı
hloubky rekurze. To ma´ za na´sledek vysoky´ pocˇet objekt˚u v listech stromu, proto mus´ı
aplikace testovat daleko v´ıce pr˚usecˇ´ık˚u s objekty.
Pro srovna´n´ı jsou pocˇty uzl˚u a pr˚umeˇrne´ pocˇty testovany´ch pr˚usecˇ´ık˚u na paprsek uve-
deny v tabulce 4.1.
Sce´na BSP uzly KD uzly BSP pr./paprsek KD pr./paprsek
pyramid5 136363 25391 5.59 10.91
balls 3951 12423 27.46 10.19
ships 1497 1785 11.04 8.67
tree 435 7699 1378.85 21.48
balls2 4379 100157 1101.21 50.37
Tabulka 4.3: Srovna´n´ı kvality vytvorˇeny´ch stromu˚.
4.4 Srovna´n´ı datovy´ch typ˚u double a float
Jedn´ım z c´ıl˚u te´to pra´ce je srovna´n´ı pouzˇit´ı datovy´ch typ˚u pro cˇ´ısla s plovouc´ı desetinnou
cˇa´rkou – double (dvojita´ prˇesnost, 64 bit˚u) a float (jednoducha´ prˇesnost, 32 bit˚u). Jak
jsem jizˇ naznacˇil v kapitole 3.3.1, aplikace je uzp˚usobena tak, aby bylo mozˇne´ jednodusˇe
pouzˇ´ıt jeden nebo druhy´ datovy´ typ pro vsˇechny vy´pocˇty.
V tabulce 4.4 jsou uvedeny nameˇrˇene´ hodnoty pro oba datove´ typy. Vy´sledky jsou velmi
prˇekvapive´. Na prvn´ı pohled by se mohlo zda´t, zˇe pra´ce s 32-bitovy´mi cˇ´ısly s jednoduchou
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balls balls2 ships tree pyramid5
D F D F D F D F D F
S1 konstrukce 0.29 0.38 0.08 0.08 0.02 0.02 2.67 2.88 4.78 3.93
vykreslen´ı 0.40 0.55 2.75 3.40 2.30 2.91 2.83 3.50 7.07 8.27
celkem 0.69 0.93 2.83 3.49 2.32 2.93 5.50 6.37 11.85 12.20
S2 konstrukce 0.44 0.51 0.24 0.23 0.04 0.02 8.43 7.33 13.82 11.41
vykreslen´ı 0.39 0.59 3.27 3.97 2.59 3.65 3.87 5.10 12.09 11.71
celkem 0.83 1.10 3.51 4.20 2.63 3.67 12.30 12.43 25.91 23.12
S3 konstrukce 0.63 1.00 0.14 0.22 0.02 0.04 10.09 8.24 13.55 9.65
vykreslen´ı 0.69 0.69 4.63 4.38 3.07 3.35 5.28 3.63 12.48 9.84
celkem 1.32 1.69 4.77 4.60 3.09 3.39 15.37 11.87 26.03 19.49
S4 konstrukce 1.65 1.31 0.36 0.32 0.07 0.07 18.46 11.43 23.61 15.21
vykreslen´ı 1.67 1.23 13.60 9.95 8.85 5.93 13.47 8.46 34.08 25.55
celkem 3.32 2.54 13.96 10.27 8.92 6.00 31.93 19.89 57.69 40.76
S5 konstrukce 0.62 0.58 0.15 0.16 0.02 0.03 7.07 5.02 10.35 7.81
vykreslen´ı 0.72 0.64 4.73 4.24 3.18 2.92 4.90 3.74 12.34 10.37
celkem 1.34 1.22 4.88 4.40 3.20 2.95 11.97 8.76 22.69 18.18
Tabulka 4.4: Srovna´n´ı datovy´ch typ˚u double (D) a float (F) prˇi pouzˇit´ı KD stromu˚.
prˇesnost´ı bude vzˇdy rychlejˇs´ı. Je tomu tak pouze v prˇ´ıpadeˇ, zˇe byla aplikace kompilova´na
na 32-bitove´m PC. Prˇi kompilaci pro 64-bitove´ PC je ale veˇtsˇinou rychlejˇs´ı double.
Verze GCC 3.4 4.1 4.2 4.3
double 2.51 2.02 1.98 2.18
float 2.36 2.41 2.37 2.53
Tabulka 4.5: Vy´kon po kompilaci v r˚uzny´ch verz´ıch prˇekladacˇe GCC.
Prˇ´ıcˇinou rychlejˇs´ı pra´ce s cˇ´ısly s dvojitou prˇesnost´ı jsou optimalizace, ktere´ prˇekladacˇ
prova´d´ı. Tabulka 4.5 obsahuje cˇasy nameˇrˇene´ po kompilaci r˚uzny´mi verzemi prˇekladacˇe
GCC na sce´neˇ ships. Prˇi blizˇsˇ´ım zkouma´n´ı a srovna´va´n´ı vygenerovane´ho asembleru jsem
zjistil, zˇe double verze ma´ kratsˇ´ı ko´d s daleko mensˇ´ım pocˇtem instrukc´ı skok˚u. Za´rovenˇ
jsou instrukce le´pe usporˇa´da´ny do logicky´ch celk˚u, cozˇ napoma´ha´ zrˇeteˇzene´mu zpracova´n´ı




V te´to bakala´rˇske´ pra´ci jsem se zaby´val zobrazen´ım metodou vykreslen´ı paprsku, prˇedevsˇ´ım
pak optimalizac´ı deˇlen´ım prostoru pomoc´ı BSP a KD stromu˚. Testova´n´ı uka´zalo, zˇe pro
veˇtsˇinu sce´n jsou daleko vhodneˇjˇs´ı KD stromy i prˇes jejich vy´pocˇetneˇ na´rocˇneˇjˇs´ı konstrukci.
Kvalitneˇjˇsi konstrukce stromu totizˇ v naproste´ veˇtsˇineˇ prˇ´ıpad˚u velice zkracuje cˇas vykres-
lova´n´ı sce´ny.
Pra´ce meˇ velmi obohatila, podstatneˇ rozsˇ´ıˇrila me´ znalosti v oboru pocˇ´ıtacˇove´ grafiky
a optiky. Take´ jsem si vyzkousˇel objektovy´ na´vrh a implementaci rozsa´hlejˇs´ıho projektu
v jazyce C++ a naucˇil jsem se tvorˇit paralelneˇ pracuj´ıc´ı aplikace pomoc´ı POSIXovy´ch
vla´ken a OpenMP.
Do budoucna je aplikace prˇipravena na implementaci r˚uznorody´ch rozsˇ´ıˇren´ı. Ra´d bych
ji rozsˇ´ıˇril o podporu dalˇs´ıch typ˚u objekt˚u sce´ny (naprˇ´ıklad va´lec nebo kuzˇel), dalˇs´ıch
typ˚u sveˇtel a texturova´n´ı pomoc´ı bitmapovy´ch a procedura´ln´ıch textur. Aplikace mu˚zˇe
take´ slouzˇit jako solidn´ı za´klad pro implementaci zobrazova´n´ı metodou path-tracingu nebo
photon-mappingu.
Z hlediska uzˇivatelske´ prˇ´ıveˇtivosti by bylo vhodne´ aplikaci rozsˇ´ıˇrit o graficke´ uzˇivatelske´
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Prˇekladovy´ syste´m aplikace raytracer je zalozˇen na pouzˇit´ı Makefile soubor˚u. Pro spra´vnou
funkci je potrˇeba utility gmake ve verzi 3.81 a vysˇsˇ´ı. Parametry prˇekladu lze nastavit bud’
v souboru config.mk (resp. config-win.mk pro MS Windows verzi), nebo prˇ´ımy´m zada´n´ım
na prˇ´ıkazove´ rˇa´dce.
A.1 Mozˇnosti prˇekladu
Promeˇnna´ Vy´choz´ı hodnota Popis
D 0 Zapnut´ı lad´ıc´ıch vy´pis˚u.
DD 0 Kompilace s debug informacemi.
P 0 Kompilace pro profiler, pouzˇ´ıvejte s OMP=0.
V 0 Podrobny´ vy´pis prˇekladu.
SDL 1 Podpora vy´stupu do SDL okna, vyzˇaduje kni-
hovnu libSDL a sdl-config.
PNG 1 Podpora vy´stupu do forma´tu PNG, vyzˇaduje
knihovnu libpng.
OMP 1 Pouzˇit´ı knihovny OpenMP, vyzˇaduje prˇekladacˇ
s podporou (naprˇ´ıklad GCC ve verzi 4.2 a vysˇsˇ´ı).
USE_FLOAT 0 Pouzˇit´ı datove´ho typu float pro cˇ´ısla s plo-
vouc´ı desetinnou cˇa´rkou namı´sto vy´choz´ıho typu
double.
Tabulka A.1: Mozˇnosti prˇekladu aplikace.
A.2 Prˇ´ıklady pouzˇit´ı
make SDL=0 PNG=0
Kompilace bez podpory vy´stupu do SDL okna a soubor˚u forma´tu PNG.
make USE_FLOAT=1 OMP=0




Pokud spust´ıme aplikaci bez parametr˚u, prˇ´ıpadneˇ s parametrem -h, uvid´ıme na´sleduj´ıc´ı
na´poveˇdu:
Usage: raytracer [options] filename
Renders a scene specified by filename using ray-tracing.
Rendering options:
-o output output type (null png sdl text tga)
-f filename filename for text/tga/png output, use - for standard output
-x width output width in pixels
-y height output height in pixels
-d depth recursion depth (for reflections, 1-10)
-s enable shadows
-B use BSP tree for rendering
-K use KD tree for rendering
Image quality options:
-S samples enable stochastic super-sampling
-D option enable distributed raytracing, possible options:
s - soft shadows
d - diffuse reflections
b - soft shadows + diffuse reflections





-b statistics suitable for scripts
-p preprocessing only (implies null output)
Raytracer version 1.0 OMP
Copyright (c)2007-2008 Martin Striz <xstriz02@stud.fit.vutbr.cz>
Parametrem -o zvol´ıme jednu z mozˇnost´ı vy´stupu vykreslova´n´ı:
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• null – vy´stup napra´zdno, pouzˇ´ıva´ se pro meˇrˇen´ı vy´konu. Pokud nen´ı aplikace kom-
pilova´na s podporou SDL, tak je tato volba vy´choz´ı.
• sdl – vykreslen´ı sce´ny do SDL okna. Okno zavrˇete kla´vesou Esc.
• png – vy´stup do obra´zku forma´tu PNG. Vyzˇaduje parametr -f a knihovnu libpng.
• text – vy´stup do textove´ho souboru (ASCII art), vyzˇaduje parametr -f.
• tga – vy´stup do obra´zku forma´tu TGA, vyzˇaduje parametr -f.
Parametry -x a -y nastavuj´ı rozliˇsen´ı vy´stupu, -s povoluje zpracova´n´ı st´ın˚u a -d urcˇuje
maxima´ln´ı hloubku rekurze prˇi trasova´n´ı paprsku. Optima´ln´ı hodnota pro kvalitn´ı vy´stup je
5. Dvojice parametr˚u -B a -K zap´ına´ pouzˇit´ı BSP/KD stromu˚. Komplexn´ı sce´ny doporucˇuji
vykreslovat s pouzˇit´ım teˇchto parametr˚u, jinak bude cˇas zpracova´n´ı velice dlouhy´. Kvalitu
vy´stupu mu˚zˇeme zlepsˇit parametrem -S, ktery´ zap´ına´ stochasticky´ super-sampling. Hod-
nota samples uda´va´ pocˇet paprsk˚u na pixel. Dalˇs´ım zp˚usobem zvy´sˇen´ı kvality vy´stupu je
pouzˇit´ı parametr˚u -D a -a, ktere´ slouzˇ´ı k povolen´ı a nastaven´ı distribuovane´ho raytracingu.
Pokud pouzˇijeme parametr -b, budou statistiky vykreslova´n´ı vypsa´ny ve forma´tu, ktery´
je vhodny´ pro zpracova´n´ı pomoc´ı skript˚u, naprˇ´ıklad:
0.09 3.51 7383 3 12423 10.05
Vy´znam cˇ´ısel je na´sleduj´ıc´ı (zleva doprava): cˇas prˇedzpracova´n´ı (konstrukce stromu), cˇas
vykreslova´n´ı, pocˇet objekt˚u, pocˇet sveˇtel, pocˇet uzl˚u BSP/KD stromu, pr˚umeˇrny´ pocˇet
pr˚usecˇ´ık˚u s objekty na paprsek.
Parametr -h vypisuje na´poveˇdu, -v informace o verzi a kompilovany´ch mozˇnostech
vy´stupu, -q potlacˇuje vy´stupy aplikace na standardn´ı vy´stup a -p prova´d´ı prˇedzpracova´n´ı
sce´ny bez jej´ıho vykreslen´ı.
B.1 Prˇ´ıklady pouzˇit´ı
raytracer -K -d5 -s -S 25 scenes/balls.xml
Vykreslen´ı sce´ny do SDL okna s pouzˇit´ım KD stromu, hloubkou rekurze 5 a zapnuty´mi
st´ıny. Pro zvy´sˇen´ı kvality vy´stupu je pouzˇit super-sampling, ktery´ pracuje s 25 paprsky na
kazˇde´m pixelu.
raytracer -B -o tga -f out.tga scenes/ships.xml




Na prˇilozˇene´m CD se nacha´zej´ı tyto soubory a adresa´rˇe:
• soubor thesis.pdf – technicka´ zpra´va ve forma´tu PDF
• adresa´rˇ app – zdrojove´ texty aplikace, uka´zkove´ sce´ny a modely
• adresa´rˇ doc – manua´lova´ stra´nka raytracer.1 a programova´ dokumentace vygene-
rovana´ pomoc´ı aplikace Doxygen. Tituln´ı stra´nka je v souboru index.html
• adresa´rˇ poster – plaka´t k bakala´rˇske´ pra´ci




Kazˇdy´ soubor s 3D modelem je uvozen identifikacˇn´ım rˇeteˇzcem raw3d, po neˇm na´sleduje
jeden z teˇchto znak˚u:
• T – model je slozˇen z troju´heln´ık˚u
• S – model je slozˇen z koul´ı
Da´le na´sleduje jeden 32-bitovy´ unsigned int s pocˇtem primitiv. Za n´ım na´sleduj´ı data
modelu. Pro modely slozˇene´ z troju´heln´ık˚u jsou to trˇi cˇ´ısla typu float, ktere´ uda´vaj´ı
sourˇadnice vrcholu. Trˇi po sobeˇ jdouc´ı vrcholy tvorˇ´ı troju´heln´ık. Model slozˇeny´ z koul´ı
obsahuje cˇtverˇice cˇ´ısel datove´ho typu float: prvn´ı trˇi urcˇuj´ı sourˇadnice strˇedu, cˇtvrte´ cˇ´ıslo
polomeˇr.
raw3d typ modelu (T/S) pocˇet objekt˚u podle typu
Tabulka D.1: Hlavicˇka RAW modelu
34
