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viii Vsebina
Seznam slik
2.1 Primer pogleda iz VIP lože. [1]. . . . . . . . . . . . . . . . . . . . 8
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3.14 Izgled uporabnǐskega vmesnika razvojnega okolja NetBeans. . . . 35
4.1 Arhitekturni diagram aplikacije. . . . . . . . . . . . . . . . . . . . 38
Seznam tabel
1 Kratice . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . xiii
xi
xii Seznam tabel
Seznam uporabljenih kratic
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VLC VideoLAN Client odjemalec VideoLAN
XLSX Excel Spreadsheet razpredelnica Excel
URL Uniform Resource Locator enolični krajevnik vira
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Povzetek
V diplomskem delu je predstavljena strežnǐska aplikacija, ki je nastala v sode-
lovanju ekipe študentov študijskega programa Multimedija na Univerzi v Ljubl-
jani in podjetja Sportradar med letoma 2017 in 2018. Aplikacija je del večjega
projekta, cilj katerega je bil prikazovanje športnih statistik ob ogledu nogometne
tekme v realnem času, s pomočjo obogatene resničnosti.
Aplikacija je imela tri glavne naloge - obdelovanje podatkov o športni statistiki
za dano nogometno tekmo, sinhroniziranje teh podatkov z videoposnetkom dane
nogometne tekme in omogočanje dostopa do teh podatkov na spletnem strežniku.
Rešitev je bila izvedena v obliki primerni za predstavitve na sejmih in drugih
dogodkih, z uporabo prenosnega računalnika in očal obogatene resničnosti.
V okviru diplomske naloge so predstavljene tehnologije, uporabljene pri
razvoju aplikacije ter arhitektura in delovanje rešitve s poudarkom na strežnǐskem
delu. Predstavljene so prednosti in slabosti rešitve in možnosti nadaljnjega
razvoja.
Ključne besede: obogatena resničnost, športna statistika, strežnik, obdelovanje
podatkov, časovna sinhronizacija
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Abstract
This thesis describes a server application, which was developed by a team
of students, studying Multimedia at the University of Ljubljana, in collabora-
tion with the company Sportradar, between the years of 2017 and 2018. The
application is part of a larger project. The project’s goal was to display sport
statistics using augmented reality, synchronized in real time with a video of a
football match.
The application had three main tasks: processing sport statistics data for a
given football match, synchronizing that data with a video of the given football
match and making the processed data accessible via a web server. The created
solution was suitable for demonstrations at fairs or other events, with the use of
a laptop computer and augmented reality glasses.
The thesis describes the technology that was used during the development of
the application, the application’s functionality, with an emphasis on the server
part, the pros and cons of the application and possibilities for future work.
Key words: augmented reality, sport statistics, server, data processing, time-
based synchronization
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1 Uvod
Tehnologiji navidezne (angleško Virtual Reality, okraǰsano VR) in obogatene
resničnosti (angleško Augmented Reality, okraǰsano AR) obetata velike spre-
membe na področju zabave. Šport, kot tudi gledanje športa, pa je po drugi
strani že dolgo stalnica med dejavnostmi, ki jih ljudje počnemo za zabavo.
Aplikacija, ki je nastala v okviru te naloge združi izkušnjo obogatene
resničnosti z gledanjem enega najbolj popularnih športov - nogometa. Izdelana
je bila v sodelovanju z mednarodnim podjetjem Sportradar in Fakulteto za Elek-
trotehniko Univerze v Ljubljani. Sportradar je podjetje, ki se ukvarja z zbiran-
jem zelo podrobnih športnih podatkov iz tekem mnogih športov, v realnem času.
Predstavili so idejo, da bi v sodelovanju s študenti izdelali rešitev, ki bi s pomočjo
Microsoftove tehnologije HoloLens v obogateni resničnosti in v realnem času med
ogledom nogometne tekme prikazovala statistiko in druge podatke.
Aplikacija ima dva dela - uporabnǐski vmesnik v obogateni resničnosti, ki teče
na AR očalih Microsoft HoloLens in strežnik, ki obdeluje in streže podatke. V
tem diplomskem delu je podrobno opisan strežnǐski del aplikacije.
Trg AR se hitro razvija. Pojavlja se vedno več AR očal, namenjenih tako pod-
jetjem kot tudi potrošnikom. Velika podjetja so AR tehnologijo začela uporabljati
za pomoč pri proizvodnji, za trženje, za urjenje novih zaposlenih in še kaj več.
Potrošnǐske naprave postajajo ceneǰse. Tržni analitiki napovedujeo, da bo AR
trg v bližnji prihodnosti hitro rasel. AR tehnologija postaja bolj prijazna tudi
razvijalcem. Mnoga velika tehnološka podjetja kot so Apple, Google, Facebook,
Amazon in druga so začela izdajati programske knjižnice za hitreǰsi razvoj AR
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aplikacij. Poleg ceneǰsih potrošnǐskih AR očal je AR bolj dostopen tudi zaradi
mobilnih naprav. Tudi te lahko poganjajo AR aplikacije, prav tako pa postajajo
vedno bolj zmogljive.[7]
V nadaljevanju te diplomske naloge je predstavljen pregled trga sorodnih ap-
likacij, opis uporabljenih tehnologij, opis arhitekture in delovanja aplikacije in v
zaključku kritična ocena aplikacije z možnimi izbolǰsavami.
2 Rešitve trenutno na trgu
Trenutno na trgu obstaja nekaj aplikacij, ki so naši sorodne v različnih lastnostih.
Kljub temu pa nobena ne omogoča čisto enake funkcionalnosti kot naša. Podobne
aplikacije se delijo na tiste, ki ustvarijo AR ali VR izkušnjo in tiste, ki zbirajo
športne podatke.
2.1 Rešitve, ki uporabljajo obogateno ali navidezno
resničnost
2.1.1 FOX Sports VR
FOX Sports VR je aplikacija, ki uporabnikom omogoča ogled športnih dogodkov
v navidezni resničnosti. Aplikacija ponuja več lokacij kamere - pogled iz VIP lože
(prikazan na sliki 2.1) ali nekaj pogledov z igrǐsča (primer prikazan na sliki 2.2).
Uporablja 360 stopinjski video za prikaz tekme. Omogoča ogled tako v spletnem
brskalniku kot tudi na VR očalih. Znotraj aplikacije je dostopna tudi športna
statistika. [8]
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Slika 2.1: Primer pogleda iz VIP lože. [1].
Slika 2.2: Primer pogleda z igrǐsča. [1].


3 Pregled uporabljenih tehnologij
V tem poglavju so opisane tehnologije, s katerimi smo se srečali med razvojem
aplikacije. Načini uporabe in razlogi za uporabo so bolj podrobno opisani v
poglavju 4.
3.1 Obogatena in navidezna resničnost
3.1.1 Obogatena resničnost
Obogatena resničnost (angl. Augmented Reality, od te točke dalje okraǰsano
AR) za razliko od navidezne resničnosti, ki uporabnika postavi v čisto nov svet,
uporabi resnični svet in ga kot nam pove ime - obogati. To je izvedeno s pomočjo
računalnǐske grafike, ki na zaslon naprave, skozi katero uporabnik gleda resnični
svet, narǐse dodatno vsebino. Uporabo AR omogočajo različne naprave - pametni
telefoni ali tablice, projektorji in specializirana AR očala.
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AR se deli na več kategorij. AR z oznakami uporabi neko oznako v resničnem
svetu, na katero potem projicira vsebino (primer prikazan na sliki 3.2). AR
brez oznak namesto njih v fizičnem svetu uporablja druga orodja za zaznavanje
resničnega sveta, npr. digitalni kompas, GPS ali pospeškometer. Projekcijski AR
s pomočjo projektorjev projicira umetno svetlobo na resnične površine (primer
prikazan na sliki 3.1). AR s superimpozicijo delno ali v celoti prekrije objekte iz
resničnega sveta (primer prikazan na sliki 3.3). Objekte prepozna z algoritmi za
njihovo zaznavo.
Slika 3.1: Primer projekcijske AR. [4]
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Slika 3.2: Primer oznake na kolesu avtomobila. [4]
Slika 3.3: Primer superimpozicije. [4]
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3.1.2 Navidezna resničnost
Navidezna resničnost (angl. Virtual Reality, od te točke dalje okraǰsano VR)
je realistična tridimenzionalna slika ali umetno okolje, ustvarjeno z mešanico in-
teraktivne strojne in programske opreme. Uporabniku je predstavljeno na tak
način, da ima občutek kot da sta okolje in interakcija z njim resnična. Cilj VR
je ustvariti občutek popolne zatopljenosti v navidezni svet.
To je doseženo s štirimi glavnimi elementi:
• Navidezni svet
Navidezni svet je tridimenzionalno okolje, ki se odziva na spremembe per-
spektive in lokacije uporabnika, ki se v njem nahaja.
• Zatopljenost
Zatopljenost v navidezni svet da uporabniku občutek, da je fizično prisoten
v ne-fizičnem svetu. V navideznem svetu je pomembno, da je uporabnik
vanj zatopljen tako mentalno kot fizično.
• Čutni odziv
Da uporabnik doseže čim bolǰso stopnjo zatopljenosti, mora navidezni svet
stimulirati čim večje število uporabnikovih čutil.
• Interaktivnost
Navidezni svet se mora odzivati na uporabnikova dejanja na naraven način,
ki ga uporabnik pričakuje. VR sistem mora imeti dovolj nizek odzivni čas,
drugače uporabnik hitro izgubil občutek zatopljenosti.
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VR sistem je zgrajen iz večih gradnikov:
• Računalnik/Igralna konzola/Pametni telefon
Poganja VR programsko opremo. Pomembno je, da je ta naprava dovolj
zmogljiva, da lahko na zadovoljiv način prikaže navidezni svet.
• VR očala
So naprava (primer VR očal HTC Vive je prikazan na sliki 3.5), ki jo uporab-
nik nosi na glavi. Oči mu prekrijejo z dvema ekranoma (en ekran za vsako
oko) in obdajo njegovo celotno vidno polje. Ponavadi imajo tudi zvočnik
nad vsakim ušesom.
• Naprave za prenos ukazov
Te naprave pošiljajo uporabnikova dejanja in ukaze v sistem. Tako
omogočijo stopnjo interakcije z navideznim svetom. Lahko so to preproste
ročke s par gumbi (prikazane na sliki 3.6), do tekočih trakov ali platform za
zaznavanje gibanja.
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Slika 3.5: VR očala HTC Vive. [5]
Slika 3.6: VR ročice. [5]
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Tako kot AR očala so tudi VR očala zgrajena iz večih sestavnih delov z
različnimi nalogami in funkcijami. Magnetometer napravi pove kam je usmer-
jena, glede na površino Zemlje. Pospeškometer meri smer in jakost pospeška, s
čimer omogoča izračunavanje smeri pogleda. Žiroskop računa orientacijo naprave.
Očala vsebujejo dve leči (prikazani na sliki 3.7), nameščeni med očesi uporabnika
in ekranom očal. Fokusirajo in preoblikujejo sliko z nagibanjem dveh dvodimen-
zionalnih slik, tako da sta prilagojeni vsakemu očesu. To da uporabniku občutek
globine.
Slika 3.7: Leče v VR očalih. [5]
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Da je uporabnǐska izkušnja dobra mora VR sistem poskrbeti za nekaj osnovnih
funkcij in specifikacij. Vidno polje VR očal mora biti dovolj široko, da pokrije
vidno polje uporabnika. Slika v VR očalih se mora osvežiti vsaj 60-krat v sekundi,
drugače lahko uporabniki občutijo simulacijsko slabost. Latenca je čas, ki je
potreben, da se VR svet odzove na uporabnikova dejanja, npr. premik glave
ali vnos ukazov. Latenca mora biti manǰsa ali enaka 20 milisekundam, da je
uporabnik ne opazi. Drugače je uporabnǐska izkušnja opazno slabša, poleg tega
pa lahko povzroči slabost. Očala morajo slediti položaju uporabnika v prostoru
in premikom njegove glave. Sledenje glavi povzroči, da se premiki glave natančno
prevedejo v premike slike, ki jo uporabnik vidi. Sledenje gibanju zagotovi, da se
uporabnik v navideznem svetu nahaja na isti lokaciji kot v resničnem. Za sledenje
se lahko uporabljajo rokavice, brezžični upravljalniki, tekoči trakovi itd. [5]
3.2 Spletne tehnologije
3.2.1 Dostopanje do podatkov
Dostopi do podatkov se tipično izvedejo s pomočjo vmesnikov za dostop do ap-
likacij oz. podatkov, ali angleško Application Programming Interface (od te točke
dalje okraǰsano API), ki zajemajo skupek definicij funkcij, komunikacijskih pro-
tokolov in orodij za izdelavo programov. API predstavlja dele neke aplikacije,
ki jih ta izpostavi zunanjemu svetu, da lahko komunicira z ostalimi aplikaci-
jami. API specifikacija ima lahko več oblik, pogosto pa vključuje specifikacije za
funkcije, podatkovne strukture, objektne razrede in spremenljivke.
APIji se pojavljajo v več oblikah (navedene niso vse, ampak le nekaj najbolj
pogostih):
• API operacijskega sistema
Izpostavi dele operacijskega sistema, npr. datotečni sistem, mreženje, itd.
aplikacijam, ki na tem sistemu tečejo.
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• API programske knjižnice
Izpostavi spremenljivke, funkcije, razrede in ostale lastnosti knjižnice pro-
gramerjem, da jih lahko uporabljajo v svoji kodi.
• Spletni REST API
Je program, ki teče na nekem spletnem strežniku. API zgrajen po
REST (representational state transfer, slovensko reprezentativni prenos
stanja) specifikaciji na različnih URL naslovih, poiminovanih končne točke
(angl. endpoints) preko HTTP povezave izpostavi operacije branja, pisanja,
posodobitve in brisanja podatkov. Te operacije se izvedejo nad podatkovno
bazo, s katero je API povezan. API nato ob uspešnem klicu vrne podatke (če
so bili zahtevani) in povratne informacije o uspehu zahtevka, najpogosteje v
formatu JSON ali XML. Ob klicu na spletni API se ne vzpostavi seja, ki bi
hranila stanje komunikacije, zato pravimo, da REST API nima stanja. Vsi
potrebni podatki za izvedbo zahtevka se torej hranijo v zahtevku samem,
ne pa v seji, ki bi nastala med strežnikom in odjemalcem. Z uporabo pro-
tokola brez stanja je cilj REST sistema visoka hitrost izvajanja operacij,
zanesljivost in možnost širitve sistema. [10]
V nadaljevanju poglavja so opisane nekatere najpogosteje uporabljene
tehnologije in formati za prenos podatkov.
3.2.2 HTML
Jezik za označevanje nadbesedila (angl. HyperText Markup Language, od te
točke dalje okraǰsano HTML) je standardni označevalni jezik za izdelavo spletnih
strani. Namen HTMLja je opis strukture spletnih strani. HTML elementi, ki
jih predstavljajo različne oznake so glavni gradniki spletne strani. Oznake so
v HTMLju zapisane v formatu <oznaka>vsebina</oznaka>. Oznake definirajo
različne dele vsebine, npr. body za telo dokumenta, head za glavo, p za odstavek,
h1 za prvi naslov, in tako dalje. Lahko so gnezdene ena v drugi. [11]
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Primer HTML dokumenta.
<!DOCTYPE html>
<html>
<head>
<title>Document title</title>
</head>
<body>
<h1>Document heading</h1>
<p>This is a paragraph of text.</p>
<p>
<a href="another-html-document.html">
Link text for a link to another-html-document.html
</a>
</p>
<!-- this is a comment -->
</body>
</html>
3.2.3 HTTP
Protokol za prenos nadbesedila (angl. HyperText Transfer Protocol, od te točke
dalje skraǰsano HTTP) je aplikacijski protokol za razdeljene kolaboracijske infor-
macijske sisteme, ki temeljijo na spletnih in medijskih tehnologijah (angl. hy-
permedia). HTTP je temelj podatkovne komunikacije svetovnega spleta, kjer
tekstovni dokumenti vključujejo nadpovezave (angl. hyperlink) in druge vire, ki
so dostopni uporabnikom.
HTTP deluje po principu zahtevek-odgovor v računalnǐskem modelu
odjemalec-strežnik. Odjemalec je lahko npr. uporabnik, ki dostopa do strežnika
preko spletnega brskalnika, strežnik pa je lahko npr. aplikacija, ki teče na
računalniku, na katerem gostuje spletna stran. Odjemalec pošlje HTTP zahtevek
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strežniku, ta pa lahko potem poǐsče nek vir (npr. HTML datoteka), ali pa izvede
kakšno funkcionalnost in nato vrne HTTP odgovor odjemalcu. HTTP odgovor
vsebuje informacije o statusu zahtevka, poleg tega pa lahko vsebuje tudi zahte-
vane vire v telesu sporočila. [12]
3.2.4 JSON
Format za zapis objektov JavaScript (angl. JavaScript Object Notation, od te
točke dalje skraǰsano JSON) je preprost format za izmenjavo podatkov, katerega
cilj je, da je ljudem preprost tako za branje kot pisanje. Je tekstovni format, ki je
neodvisen od programskih jezikov, uporablja pa strukturo, podobno programskim
jezikom iz C-družine, kot so C, C++, C#, Java, JavaScript in mnogi drugi.
JSON je zgrajen na osnovi dveh glavnih podatkovnih struktur:
1. Zbirka parov ime/vrednost, ki je ponavadi v programskih jezikih predstavl-
jena kot objekt, struktura, zgostitvena tabela, seznam s ključi ali slovar.
2. Urejen seznam vrednosti, ki je ponavadi v programskih jezikih predstavljen
kot zbirka, tabela, seznam ali zaporedje.
Ti dve strukturi sta univerzalni, tako da ju podpirajo skoraj vsi moderni pro-
gramski jeziki v takšni ali drugačni obliki. To omogoča, da se podatke zapisane
v JSON obliki z lahkoto prenaša med programi, ki so napisani v različnih pro-
gramskih jezikih. [6]
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JSON uporablja sledeče tipe podatkov: [6]
• Vrednost
Vrednost je lahko znakovni niz v dvojnih narekovajih, število, logični oper-
ator, imenovan boolean, ki ima lahko vrednost true (drži) ali false (ne drži),
null (prazno), objekt ali seznam. Slika 3.9 prikazuje možne vrednosti.
Slika 3.9: Možne vrednosti v JSON dokumentu. [6]
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• Označevalniki in vsebina
Znaki v XML dokumentu se s pomočjo sintaktičnih pravil ločijo na
označevalnike in vsebino. Označevalniki se začnejo z znakom za manǰse
(<) in končajo z znakom za večje (>), ali pa z znakom za in (&) in končajo
z znakom za podpičje (;). Vse ostalo spada pod vsebino.
• Oznaka
Oznaka je oblika označevalnika, ki se začne z znakom za manǰse (<) in
končajo z znakom za večje (>). XML definira tri vrste oznak:
1. Začetna oznaka <oznaka>
2. Končna oznaka </oznaka>
3. Oznaka praznega elementa <oznaka />
• Element
Element predstavlja oznako skupaj z njeno vsebino. Tudi prazna oznaka je
element. Element ima lahko za svojo vsebino druge elemente, ki so potem
njegovi otroci.
Primer elementa z vsebino.
<element>vsebina</element>
Primer praznega elementa.
<prazen-element />
• Atribut
Atribut je označevalnik znotraj oznake same, ki obstaja znotraj oznake
elementa in je sestavljen iz para ime/vrednost. Vsak atribut se na elementu
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lahko pojavi samo enkrat. Če želimo, da ima atribut več vrednosti, moramo
takšno kodiranje določiti sami, saj XML tega ne specificira. Ponavadi se
več vrednosti znotraj atributa loči s presledkom ali vejico.
Primer atributov na praznem elementu, ki predstavlja osebo.
<oseba ime="Janez" priimek="Novak" />
• XML deklaracija
XML dokumenti se lahko začnejo z deklaracijo, ki ta dokument opǐse. Pon-
avadi vsebuje podatke o različici XML sheme in kodiranju znakov.
Primer deklaracije.
<?xml version="1.0" encoding="UTF-8"?>
XML vsebuje posebne entitete, ki omogočajo vnos drugače rezerviranih znakov
v besedilo. XML vsebuje 5 vnaprej definiranih entitet za znake, ki se uporabljajo
za označevanje.
• &lt; predstavlja znak <
• &gt; predstavlja znak >
• &amp; predstavlja znak &
• &apos; predstavlja znak ’
• &quot; predstavlja znak "
Omogoča tudi dodajanje novih entitet.[13]
3.2 Spletne tehnologije 31
Primer uporabe entitet.
<!ENTITY entiteta "ENTITETA">
<tag>&entiteta;</tag> se prikaže kot <tag>ENTITETA</tag>
Primer XML dokumenta.
<note>
<to>Tove</to>
<from>Jani</from>
<heading>Reminder</heading>
<body>Don’t forget me this weekend!</body>
</note>
3.2.6 XLSX
XLSX datoteka predstavlja razpredelnico, ustvarjeno s programom Microsoft Ex-
cel, ali katerim sorodnim programom za razpredelnice, kot sta OpenOffice Calc ali
Apple Numbers. Podatki so shranjeni v delovnih listih, ki vsebujejo celice, ure-
jene v mrežo stolpcev in vrstic. Poleg tega lahko vsebujejo še grafe, matematične
funkcije, sloge in formatiranje.
XLSX datoteke so ustvarjene po standardu Open XML, ki ga je leta 2007
predstavilo podjetje Microsoft v zbirki programov Microsoft Office 2007. Da-
toteke so hranjene v obliki stisnjenega ZIP arhiva, ki vsebuje zbirko datotek.
Arhiv vsebuje datoteko s podatki o vsebini arhiva, in po eno XML datoteko za
vsak delovni list.[14]
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3.3 Strežnǐske tehnologije
3.3.1 Java
Java je večnamenski objektno-usmerjen programski jezik. Ustvarjen je tako, da
deluje na vseh platformah in operacijskih sistemih brez potrebe po ponovnem
prevajanju. To je mogoče zato, ker se Java prevede v javansko bitno kodo, katera
potem teče na javanskem virtualnem stroju (angl. Java Virtual Machine, od
te točke dalje skraǰsano JVM). JVM lahko javansko kodo izvaja na katerikoli
računalnǐski arhitekturi. Zaradi tega je Java prenosen programski jezik.[15] Java
je eden izmed najbolj razširjenih programskih jezikov.[16] Jezik je razvilo podjetje
Sun Microsystems, izdan pa je bil leta 1995.[15]
Lastnosti jezika [15]
• Sintaksa je podobna jezikoma C in C++
• Je visoko-nivojski jezik
• Močno tipiziranje
• Statični tipi
• Podpora za sočasno izvajanje
• Objektna usmerjenost, ki temelji na razredih
• Avtomatično upravljanje s spominom
• Programe je pred izvajanjem treba prevesti
• Prenosen jezik
• Visoka hitrost izvajanja, vendar počasneǰsa od jezikov C in C++
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3.3.2 JavaScript
JavaScript (od te točke dalje okraǰsano JS) je visoko-nivojski, interpretirani
skriptni programski jezik, ki predstavlja eno izmed treh jedrnih spletnih tehnologij
- prisoten na skoraj vsaki spletni strani. Vsak moderni spletni brskalnik vsebuje
pogon za izvedbo JS kode. JS je dogodkovno-vodeni jezik, ki vključuje paradigme
objektno-usmerjenega in funkcijskega programiranja. Sicer ima podobno ime kot
Java, vendar sta si jezika razen po imenih in sintaksi zelo različna. JS je bil
na začetku uporabljen le na strani odjemalca v spletnih brskalnikih, danes pa se
lahko uporablja tudi za strežnike in aplikacije, ki niso povezane s spletom. JS je
bil prvič na voljo ob izdaji beta različice brskalnika Netscape Navigator 2.0, ki
ga je razvilo podjetje Netscape Communications leta 1995.[17]
Lastnosti jezika [17]
• Sintaksa je podobna jezikom C, C++ in Java
• Je visoko-nivojski jezik
• Dinamično tipiziranje
• Sistem dogodkov
• Objektna usmerjenost, ki temelji na prototipih
• Prvo-razredne funkcije
• Avtomatično upravljanje s spominom
• Programov pred izvajanjem ni treba prevesti, ampak se interpretirajo med
izvajanjem
• Nižja hitrost izvajanja od prevedenih jezikov
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3.3.3 MongoDB
MongoDB je odprtokodna, prosto dostopna podatkovna baza, ki ne uporablja
programskega jezika SQL (strukturirani jezik za poizvedbe, angl. Structured
Query Language) za izvajanje zahtevkov. Podatke hrani v obliki JSON doku-
mentov, kar omogoča, da se polja lahko spreminjajo iz dokumenta v dokument in
da se lahko podatkovna struktura čez čas spreminja, česar klasične SQL baze ne
omogočajo. Dokumenti so znotraj baze organizirani v zbirke. Dokumentni model
se preslika v objekte znotraj programske kode, ki bazo uporablja. MongoDB ima
podporo za razdelitev podatkovne baze, s čimer omogoča preprosto horizontalno
širitev baze.[18]
3.3.4 NetBeans
NetBeans je integrirano razvojno okolje, primarno namenjeno razvoju v pro-
gramskem jeziku Java. Sprva se je program imenoval Xelfi, razvit pa je bil leta
1996 kot študentski projekt na fakulteti za matematiko in fiziko, na Univerzi
Charles v Pragi. Leta 1997 je Roman Staněk ustvaril podjetje okoli projekta, ki
je razvijalo komercialno različico NetBeans-a. Leta 1999 je podjetje Sun Microsys-
tems kupilo NetBeans. Sledečega leta so Sun Microsystems NetBeans pretvorili
v odprtokodni projekt. To je privabilo veliko skupnost razvijalcev k razvoju pro-
jekta. Leta 2010 je podjetje Oracle kupilo Sun Microsystems, s čimer s postali
tudi lastniki NetBeans-a. Septembra 2016 so projekt darovali podjetju Apache
Software Foundation.[19]
NetBeans omogoča širok nabor zmogljivosti. Te so sledeče: obarvanje sin-
takse, samodopolnitev kode, napredno iskanje po izvorni kodi, preoblikovanje
kode, grajenje uporabnǐskih vmesnikov po principu povleci in spusti, profiliranje
kode, razhroščevanje kode, integracija s sistemi za verzioniranje, delovanje na
platformah Windows, Linux in Mac OS X, podpora za več programskih jezikov,
ne samo Java in podpora za vtičnike.[20] Prav tako omogoča tudi privzeto gra-
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jenje projektov z sistemom Ant ter podpora za Gradle in Maven.[21] Izgled
uporabnǐskega vmesnika je prikazan na sliki 3.14
Slika 3.14: Izgled uporabnǐskega vmesnika razvojnega okolja NetBeans.
3.3.5 Node.js
Node.js je prosto dostopno, večplatformno, odprtokodno asinhrono dogodkovno-
vodeno pogonsko okolje za izvajanje programskega jezika JavaScript. Node.js
omogoča izvajanje JavaScripta izven spletnega brskalnika in programom omogoči
dostop do funkcij operacijskega sistema, npr. datotečnega sistema, katerih
JavaScript zaradi varnosti spletnih uporabnikov privzeto ne podpira. Narejen
je za izdelavo skalabilnih mrežnih aplikacij. To je doseženo tako, da Node.js
namesto uporabe nove niti za vsako novo povezavo uporablja dogodkovno zanko,
ki teče znotraj enega procesa. Za izvajanje JavaScript kode uporablja pogon V8,
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ki ga je razvilo podjetje Google za svoj brskalnik Google Chrome.[22]
Inštalacija Node.js ima zraven še paketni upravitelj imenovan Node Pack-
age Manager, skraǰsano npm, ki uporabnikom omogoča prenos več tisočih
uporabnǐsko-narejenih knjižnic. Prav tako omogoča objavo lastnih knjižnic.[23]
3.3.6 Medijski predvajalnik VLC
Medijski predvajalnik VLC (od te točke dalje skraǰsano VLC) je prosto dostopni,
odprtokodni, prenosni večplatformni medijski predvajalnik in strežnik za pretočne
medije, ki ga razvija neprofitna organizacija VideoLAN. Dostopen je na vseh
namiznih operacijskih sistemih, kot tudi na mnogih mobilnih. VLC podpira
veliko število avdio in video kompresijskih metod ter datotečnih formatov, ker
privzeta distribucija vključuje veliko število prosto dostopnih knjižnic za kodi-
ranje in dekodiranje. Poleg tega pa podpira dodajanje novih knjižnic in vtičnikov,
če potrebujemo dodatne funkcionalnosti, ki niso privzeto podprte.
VLC je paketni medijski predvajalnik, zaradi česar lahko predvaja skoraj vse
video vsebine. Predvaja lahko tudi vsebine, ki so nedokončane ali poškodovane,
ali pa so še v stanju prenosa preko spleta. Možno ga je uporabljati tudi v prenosni
različici brez predhodne namestitve, npr. iz USB pogona. Omogoča tudi upravl-
janje preko ukazne vrstice in oddaljeni dostop preko vtičnice.[24]
4 Opis rešitve za prikaz športnih
statistik s tehnologijo obogatene
resničnosti
Aplikacija je v večini napisana v programskem jeziku Java. Edina datoteka, ki ni
napisana v Javi je datoteka server.js - ta je napisana v JavaScriptu. Za Javo smo
se odločili, ker smo bili takrat s tem jezikom najbolje seznanjeni, prav tako pa se
pogosto uporablja za pisanje strežnǐskih aplikacij. Spletni strežnik server.js pa je
napisan v JavaScriptu zato, ker Node.js omogoča zelo hitro in preprosto izdelavo
spletnih strežnikov. MongoDB smo izbrali, ker je specifično namenjen hranjenju
podatkov v JSON obliki. Za dostop do MongoDB baze znotraj aplikacije je
bila uporabljena MongoDB javanska knjižnica. Za branje XLSX datoteke je bila
prav tako uporabljena javanska knjižnica. Za predvajanje posnetka tekme smo
uporabili VLC predvajalnik, saj ponuja možnost oddaljenega nadzora. Oddaljeni
nadzor smo potrebovali, da je lahko naša aplikacija pošiljala ukaze predvajalniku.
Videoposnetek tekme je priskrbel Sportradar.
XLSX datoteka s podrobneǰsimi podatki in uporabljeni JSON dokumenti s
podatki o tekmi so bili tudi priskrbljeni s strani Sportradarja, vzeti pa so bili
iz njihovega API-ja. Sportradar svojim strankam ponuja spletni REST API,
ki razvijalcem omogoča dostop do športnih podatkov v JSON ali XML obliki.
Dostop do APIja se avtorizira preko ključa, ki ga stranke lahko kupijo, z ra-
zličnimi nivoji dostopa. Sportradar ponuja tudi preizkusni ključ, ki traja 90
dni in ponuja 1000 klicev APIja na mesec, omejeno na en klic na sekundo in
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4.1.1 Video modul
Skrbi za upravljanje in komunikacijo z medijskim predvajalnikom VLC. Modul
zažene VLC predvajalnik v novem procesu. Pot do izvršljive datoteke VLC pred-
vajalnika prebere iz nastavitev aplikacije. VLC predvajalnik zažene z ukazom, ki
omogoči upravljanje preko oddaljenega dostopa. V nastavitvah prebere številko
vrat, in na teh vratih odpre kanal za oddaljeni dostop. Iz nastavitev prebere tudi
pot do video posnetka tekme in časovni interval, podan v milisekundah. Časovni
interval modulu pove, kako pogosto naj od VLC predvajalnika pridobi informacijo
o času predvajanja videoposnetka. Predvajalniku se pošlje ukaz za začetek pred-
vajanja posnetka, ko se vzpostavi povezava z spletnim modulom. Video modul z
uporabo podatkovnega modula periodično pridobiva urejene podatke, ki se potem
posredujejo spletnemu modulu.
4.1.2 Bazni modul
MongoDB baza teče lokalno na privzetih vratih. Ima eno bazo, ki se nahaja
pod imenom SportsRadar . V tej bazi so shranjene tri zbirke dokumentov. Vsaka
zbirka je poimenovana po JSON dokumentu, katerega hrani. Zbirke so sledeče:
1. timeline (slovensko časovnica) - Vsebuje podatke o vseh dogodkih tekme, s
časovnimi oznakami, urejena je kronološko. Struktura dokumenta v zbirki
je sledeča:
• generated_at - kdaj je bil dokument ustvarjen
• schema - povezava do sheme dokumenta
• sport_event - vsebuje podatke o tekmi
– id - identifikacijska številka tekme
– scheduled - kdaj je tekma na sporedu
– start_time_tbd - ali je čas začetka tekme že točno določen
– tournament_round - podatki o krogu tekmovanja
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– season - podatki o sezoni, v kateri se tekma odvija
– tournament - podatki o ligi, v kateri je tekma
– competitors - podatki o obeh udeleženih ekipah
• sport_event_conditions - vsebuje podatke o okolǐsčinah tekme
– referee - podatki o glavnem sodniku
– venue - podatki o stadionu, kjer je tekma potekala
– attendance - število gledalcev na stadionu
– weather_info - vremensko stanje med tekmo
• sport_event_status - ali je tekma že zaključena, končni rezultat in
katera ekipa je zmagovalec
• coverage_info - katere informacije o tekmi so prisotne
• timeline - časovnica vseh dogodkov, ki so se med tekmo zgodili
(začetek tekme, prosti strel, prekršek, začetek druge polovice itd.)
• statistics - podrobna statistika tekme, za celotno ekipo ter za
vsakega igralca posebej
2. summary (slovensko povzetek) - Vsebuje glavne podatke o tekmi. Struktura
dokumenta v zbiri je sledeča:
• generated_at - kdaj je bil dokument ustvarjen
• schema - povezava do sheme dokumenta
• sport_event - vsebuje podatke o tekmi
– id - identifikacijska številka tekme
– scheduled - kdaj je tekma na sporedu
– start_time_tbd - ali je čas začetka tekme že točno določen
– tournament_round - podatki o krogu tekmovanja
– season - podatki o sezoni, v kateri se tekma odvija
– tournament - podatki o ligi, v kateri je tekma
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– competitors - podatki o obeh udeleženih ekipah
• sport_event_conditions - vsebuje podatke o okolǐsčinah tekme
– referee - podatki o glavnem sodniku
– venue - podatki o stadionu, kjer je tekma potekala
– attendance - število gledalcev na stadionu
– weather_info - vremensko stanje med tekmo
• sport_event_status - ali je tekma že zaključena, končni rezultat in
katera ekipa je zmagovalec
• statistics - podrobna statistika tekme, za celotno ekipo ter za
vsakega igralca posebej
3. lineups (slovensko postava moštva) - Vsebuje podatke o obeh ekipah, ki sta
udeleženi v tekmi. Struktura dokumenta v zbirki je sledeča:
• generated_at - kdaj je bil dokument ustvarjen
• schema - povezava do sheme dokumenta
• sport_event - vsebuje podatke o tekmi
– id - identifikacijska številka tekme
– scheduled - kdaj je tekma na sporedu
– start_time_tbd - ali je čas začetka tekme že točno določen
– tournament_round - podatki o krogu tekmovanja
– season - podatki o sezoni, v kateri se tekma odvija
– tournament - podatki o ligi, v kateri je tekma
– competitors - podatki o obeh udeleženih ekipah
• lineups - podatki o igralcih, postavitvi, rezervnih igralcih in trenerjih
obeh ekip
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Bazni modul skrbi tudi za povezavo z MongoDB podatkovno bazo. Poveže
se na bazo s prej omenjenim imenom SportsRadar . Iz baze nato pridobi vse tri
zbirke in dokumente, ki so v njih shranjeni. Drugim modulom omogoči dostop
do pridobljenih dokumentov.
4.1.3 Podatkovni modul
Podatkovni modul skrbi za pretvorbo vhodnih podatkov v obliko, ki jo zna pr-
ebrati aplikacija, ki teče na HoloLens očalih. Podatke pridobi preko baznega
modula. Podrobne podatke o podajah in igralcih, ki so v danem času prisotni
na igrǐsču pa pridobi iz XLSX datoteke. Pot do XLSX datoteke prebere iz nas-
tavitev aplikacije. Po zahtevi se podatki preberejo in interpretirajo, potem pa se
sestavijo v nov JSON dokument. Končna oblika izhodnega JSON dokumenta je
sledeča:
• players_on_pitch - podatki o igralcih, ki so trenutno na igrǐsču
– pass_accuracy_away - odstotek uspešnih podaj gostujoče ekipe
– pass_accuracy_home - odstotek uspešnih podaj domače ekipe
– players_on_pitch_away - seznam igralcev gostujoče ekipe, ki so
trenutno na igrǐsču
– players_on_pitch_home - seznam igralcev domače ekipe, ki so
trenutno na igrǐsču
– passes_completed_away - število uspešnih podaj gostujoče ekipe
– passes_completed_home - število uspešnih podaj domače ekipe
– passes_attempted_away - število poskusov podaj gostujoče ekipe
– passes_attempted_home - število poskusov podaj domače ekipe
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• cards - podatki o rumenih in rdečih kartonih
– red_cards_away - podroben seznam dogodkov, kjer je gostujoča ekipa
prejela rdeč karton
– yellow_cards_away - podroben seznam dogodkov, kjer je gostujoča
ekipa prejela rumen karton
– red_cards_away_num - število prejetih rdečih kartonov gostujoče ekipe
– yellow_cards_away_num - število prejetih rumenih kartonov gostujoče
ekipe
– red_cards_home - podroben seznam dogodkov, kjer je domača ekipa
prejela rdeč karton
– yellow_cards_home - podroben seznam dogodkov, kjer je domača
ekipa prejela rumen karton
– red_cards_home_num - število prejetih rdečih kartonov domače ekipe
– yellow_cards_home_num - število prejetih rumenih kartonov domače
ekipe
• goals - podatki o golih
– goals_away - podroben seznam dogodkov, kjer je gostujoča ekipa
zadela gol
– scorers_away - seznam igralcev gostujoče ekipe, ki so zadeli gole
– goals_home - podroben seznam dogodkov, kjer je domača ekipa zadela
gol
– scorers_ home - seznam igralcev domače ekipe, ki so zadeli gole
• substitutions - podatki o menjavah igralcev
– substitutions_away - seznam menjav gostujoče ekipe
– substitutions_home - seznam menjav domače ekipe
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• fouls - podatki o prekrških
– fouls_away_num - število prekrškov gostujoče ekipe
– fouls_away - seznam prekrškov gostujoče ekipe
– fouls_home_num - število prekrškov domače ekipe
– fouls_home - seznam prekrškov domače ekipe
• shots - podatki o strelih na gol
– on_target_away - seznam strelov gostujoče ekipe v bližini vrat
– on_target_away_num - število strelov gostujoče ekipe v bližini vrat
– off_target_away - seznam strelov gostujoče ekipe stran od vrat
– off_target_away_num - število strelov gostujoče ekipe stran od vrat
– on_target_home - seznam strelov domače ekipe v bližini vrat
– on_target_home_num - število strelov domače ekipe v bližini vrat
– off_target_home - seznam strelov domače ekipe stran od vrat
– off_target_home_num - število strelov domače ekipe stran od vrat
Uporabljena XLSX datoteka je sestavljena iz vrstic in stolpcev. Vrstice pred-
stavljajo posamezne, bolj podrobne dogodke, ki so se zgodili med tekmo. Stolpci
predstavljajo različne lastnosti teh dogodkov. Za naše potrebe niso bili relevantni
vsi stolpci, ampak le sledeči:
• type - tip dogodka
• minute - minuta tekme, v kateri se je dogodek zgodil
• teamId - identifikacijska številka ekipe, povezane z dogodkom
• number1 - številka dresa igralca, udeleženega v dogodku, pri dogodkih brez
igralcev je ta številka 0
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• number2 - številka dresa drugega igralca, udeleženega v dogodku (npr. pri
podaji), pri dogodkih s samo enim ali brez igralcev je enaka 0
• successful - 0 ali 1, pri dogodkih, ki so lahko neuspešni (npr. podaja)
nosi informacijo o uspehu, 1 pomeni uspešno, 0 pa neuspešno
4.1.4 Spletni modul
Skrbi za dostavo podatkov do aplikacije na HoloLens očalih. Ob zagonu se
preko privzetih vrat preko vtičnice poveže z video modulom. Vtičnica sprejema
sporočila video modula. Ta spletnemu modulu kot sporočilo pošlje JSON doku-
ment, ki ga pridobi od podatkovnega modula. Spletni modul ob vsakem prejetem
sporočilu vsebino sporočila postreže na spletni naslov s privzetimi vrati. Vsak za-
htevek, ki prispe na strežnik spletnega modula v odgovor dobi vsebino sporočila.
Aplikacija na HoloLens očalih potem periodično pošilja HTTP zahtevke na naslov
spletnega strežnika in tako pridobi obdelane podatke.
4.2 Opis posameznih razredov
4.2.1 Razred baznega modula - DatabaseConnector
Razred skrbi za vzpostavljanje povezave z MongoDB podatkovno bazo, ter prido-
bivanje zbirk in dokumentov iz le-te. Za to uporablja MongoDB Java knjižnico.
Povezava z bazo se ustvari, ko v kodi ustvarimo instanco tega razreda. Konstruk-
torska funkcija (prikazana spodaj) prejme ime baze in zbirke kot argumenta.
Najprej se poveže na bazo z danim imenom, nato pa v njej poǐsče zbirko z danim
imenom. Ker ima vsaka naša zbirka le en dokument, se v zbirki izbere prvi
dokument in shrani za kasneǰso uporabo. Razred po uspešni povezavi preostanku
aplikacije omogoča dostop do dokumenta iz željene zbirke.
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public DatabaseConnector(String database, String collection) {
this.client = new MongoClient();
this.database = client.getDatabase(database);
this.collection = this.database.getCollection(collection);
this.document = this.collection.find().first();
this.documentArray = null;
}
4.2.2 Razredi podatkovnega modula
4.2.2.1 Razred ExcelReader
Razred služi branju in obdelovanju podatkov iz Excel (XLSX) datoteke s po-
drobnimi podatki o podajah in menjavah. Za branje XLSX datotek uporablja
temu namenjeno javansko knjižnico. Skrbi za pripravo sledečih podatkov, za obe
ekipi: odstotek uspešnih podaj, število poskusov podaje, število uspešnih podaj
ter seznam igralcev, ki so v dani minuti prisotni na igrǐsču. Razred za delovanje
potrebuje dokument z informacijami o ekipah, ki tekmujeta, in seznama igralcev
obeh ekip, ki so na začetku tekme prisotni na igrǐsču. Pot do XLSX datoteke
prebere s pomočjo razreda Configuration. Poleg tega razred hrani tudi črke, ki
predstavljajo oznake stolpcev z iskanimi podatki v Excel razpredelnici. Branje
in obdelovanje podatkov se odvija v funkciji readExcel . Ta funkcija kot param-
eter vzame minuto tekme, vrne pa slovar JSON dokumentov z različnimi ključi.
Ključi nam povedo, katere podatke hrani povezani JSON dokument.
Ključi so sledeči, kjer je X lahko home (domača ekipa) ali away (gostujoča ekipa):
• pass_accuracy_X - odstotek uspešnih podaj
• passes_attempted_X - število poskusov podaje
• passes_completed_X - število uspešnih podaj
• players_on_pitch_X - seznam igralcev trenutno na igrǐsču
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4.2.2.2 Razred StatisticsJSONBuilder
Razred, ki iz Sportradarjevih podatkov izlušči podatke, ki jih potrebuje aplikacija
na HoloLens očalih. Razred potrebuje vse tri JSON dokumente - timeline, sum-
mary in lineups . Upošteva tudi zamik začetka tekme v video posnetku, zato je v
konstruktor potrebno posredovati zamik v sekundah. Ob klicu konstruktorja se s
klicom funkcije getHalfTime, ki je prikazana spodaj, izračuna tudi zamik drugega
polčasa. Ta funkcija je pomembna zato, ker se drugi polčas začne približno 15
minut po prvem. Čas v podatkih ne upošteva dolžine premora, zato ga razred
izračuna sam in ga v primerih, kjer zahtevamo podatke iz drugega polčasa tudi
upošteva. Preko funkcije buildJSON omogoča razredu VLCConnector, da pri-
dobi obdelane podatke, v obliki razreda Document. Shema končnega dokumenta
je opisana v poglavju 4.1.3. Obdelava podatkov se zgodi v funkciji updateData, ki
kot argument prejme trenutni čas tekme, v sekundah. Ta funkcija uporablja več
podfunkcij, s katerimi obdeluje različne tipe podatkov in dogodkov v tekmi ter
jih shrani v spremenljivke. Potem se uporabi če instanca razreda ExcelReader.
Rezultat ExcelReader-jeve funkcije readExcel se prav tako shrani v spremenljivko.
Funkcija buildJSON vse podatke shranjene v spremenljivkah sestavi v en objekt
tipa Document, ga vrne in sprazne vse spremenljivke s podatki.
private void getHalfTime() {
Calendar startCalendar = Calendar.getInstance();
Calendar eventCalendar = Calendar.getInstance();
Date dateStart = null;
Date dateEvent;
SimpleDateFormat df = new SimpleDateFormat("HH:mm:ss");
String startTime = TimeUtils.timeConvert(
this.timeline.get(0).getString("time"),
TimeUtils.SECOND
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);
try {
dateStart = df.parse(startTime);
} catch (ParseException ex) {
Logger.getLogger(SRMongoTest.class.getName())
.log(Level.SEVERE, null, ex);
}
startCalendar.setTime(dateStart);
int time = 0;
for (Document event : this.timeline) {
if (event.getOrDefault("period_name", "").equals("2nd half")) {
String eventTime = TimeUtils.timeConvert(
event.getString("time"),
TimeUtils.SECOND
);
dateEvent = null;
try {
dateEvent = df.parse(eventTime);
} catch (ParseException ex) {
Logger.getLogger(SRMongoTest.class.getName())
.log(Level.SEVERE, null, ex);
}
eventCalendar.setTime(dateEvent);
time = (int) (eventCalendar.getTimeInMillis()
- startCalendar.getTimeInMillis()) / 1000;
}
}
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System.out.println("SECOND HALF TIME: "+time);
this.secondHalfStartTime = time - (int) this.secondHalfOffset;
}
4.2.3 Razred video modula - VLCConnector
Razred skrbi za vzpostavitev povezave z VLC predvajalnikom, pridobivanje
podatka o času videa od VLC predvajalnika ter posredovanje obdelanih po-
datkov razredu Server. Iz nastavitev preko razreda Configuration prebere pot
do izvršljive datoteke VLC predvajalnika, številko vrat vtičnice za povezavo s
predvajalnikom, časovni interval za pridobivanje podatka o času posnetka ter pot
do video posnetka nogometne tekme. S funkcijo connectToVLC (prikazano spo-
daj) zažene VLC predvajalnik v novem procesu z ukazom --rc-host. Ta ukaz
VLC predvajalnik nastavi na način delovanja z oddaljenim nadzorom.
public void connectToVLC() throws IOException {
//ustvarimo proces
ProcessBuilder pb = new ProcessBuilder(cmds);
pb.redirectErrorStream(true);
Process process = pb.start();
while (!isConnected) {
System.out.println("Connecting to vlc...");
try {
Socket echoSocket = new Socket("localhost", 5000);
out = new PrintWriter(echoSocket.getOutputStream(), true);
in = new BufferedReader(
new InputStreamReader(echoSocket.getInputStream())
);
stdIn = new BufferedReader(new InputStreamReader(System.in));
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isConnected = true;
System.out.println("Connection successfully established!");
}
catch(Exception e) {
e.printStackTrace();
}
}
}
Funkcija startServer vzpostavi povezavo s spletnim strežnikom preko vtičnice na
vratih s privzeto številko 4444. Nato se s klicom funkcije play začne predvajanje
posnetka. Ko se predvajanje uspešno začne se lahko začne pridobivanje podatka
o času predvajanja, s funkcijo startGetTime, prikazano spodaj.
public void startGetTime() {
timer = new Timer();
TimerTask task = new TimerTask() {
@Override
public void run() {
try {
out.println("get_time");
out.flush();
}
catch (Exception e) {
}
}
};
timer.scheduleAtFixedRate(task, 0, getTimeInterval);
}
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Funkcija startGetTime periodično v prej nastavljenem intervalu VLC predva-
jalniku pošilja ukaz get_time, ta pa v odgovor vrne trenutno sekundo predva-
janja posnetka. Nato je razred pripravljen za obdelovanje podatkov. Funkcija
startReading v novi niti začne poslušati odgovore s podatkom o času, ki jih VLC
predvajalnik pošilja. Vsakič, ko dobi odgovor, podatek o času pošlje razredu
StatisticsJSONBuilder. Ta glede na dani čas pripravi relevantne podatke. Pre-
jeti podatki se iz objekta Document, ki predstavlja JSON dokument pretvorijo
v besedilno JSON obliko in se pretvorijo v seznam bajtov, zakodiranih po stan-
dardu UTF-8. VLCConnector nato te podatke preko prej vzpostavljene povezave
pošlje razredu Server. Ta proces se nato ponavlja, dokler celotna aplikacija ne
preneha delovati.
4.2.4 Razred strežnǐskega modula - Server
Koda v datoteki server.js skrbi za prenos končnih podatkov do HoloLens
očal. Požene se z uporabo pogona Node.js. Ob zagonu se zažene spletni
strežnik, dostopen na IP naslovu naprave, na kateri strežnik teče, na vratih s
privzeto številko 8888. Lokalno se do strežnika lahko dostopa na naslovu local-
host:8888 . Vzpostavi se tudi povezava z razredom VLCConnector preko vtičnice,
na privzetih vratih s številko 4444. Ta povezava sprejema sporočila od prej omen-
jenega razreda. Ta sporočila vsebujejo obdelane podatke v JSON obliki. Vsakič,
ko prejme sporočilo, se vsebina shrani v spremenljivko, vsebino te spremenljivke
pa spletni strežnik vrača kot odgovor na prihajajoče HTTP GET zahtevke. To
se zgodi v funkciji onRequest , koda katere je prikazana spodaj.
function onRequest(request, response) {
response.writeHead(200, {"Context-Type": "text/plain"});
if (file) response.write(file);
else response.write("{}");
response.end();
}
52 Opis rešitve za prikaz športnih statistik s tehnologijo obogatene resničnosti
4.2.5 Ostali razredi
Ostali javanski razredi vključujejo glavno aplikacijo za zagon rešitve, ter razrede
za branje nastavitev, iskanje po dokumentu timeline in formatiranje znakovnih
nizov.
4.2.5.1 Razred Application
To je glavni razred aplikacije, ki vsebuje funkcijo main. Funkcija main je vstopna
točka javanskega programa. Razred Application poveže vse glavne elemente naše
aplikacije - DatabaseConnector, StatisticsJSONBuilder in VLCConnector.
Najprej se ustvarijo spremenljivke, ki vsebujejo imena naše baze, vseh zbirk,
dokumentov in poddokumentov, ki jih aplikacija potrebuje za delovanje. Prav
tako je shranjen zamik začetka tekme. Ta zamik je pomemben, saj se tekma
začne v enaindvajseti minuti posnetka, kar je treba vzeti v zakup pri obdelovanju
podatkov. Peta minuta tekme torej predstavlja šestindvajseto minuto posnetka.
Nato se ustvarijo tri instance razreda DatabaseConnector. Vsaka se poveže na
eno od treh zbirk - lineups, summary in timeline. DatabaseConnector-ji priskr-
bijo dokumente, ki ji za branje in obdelovanje potrebuje razred StatisticsJSON-
Builder. Ustvari se instanca StatisticsJSONBuilder-ja, z njo pa se ustvari tudi
instanca VLCConnectorja. Po tej točki je vse pripravljeno na predvajanje video
posnetka nogometne tekme. VLCConnector začene VLC predvajalnik in se nanj
poveže. Ko se zažene še skripta server.js se začne predvajanje videa in obdelo-
vanje podatkov. Tako je aplikacija v polnem pogonu.
4.2.5.2 Razred Configuration in datoteka Settings.properties
Razred preostanku aplikacije omogoča dostop do uporabnǐskih nastavitev, shran-
jenih v datoteki Settings.properties. Razred ima funkcijo loadSettings, ki v
spomin aplikacije naloži datoteko Settings.properties. Za dostop do nastavitev
ima funkcijo getProperty, ki kot argument sprejme ime nastavitve, vrne pa njeno
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vrednost.
Datoteka Settings.properties vsebuje naslednje nastavitve:
• vlcPath - pot do izvedljive datoteke VLC predvajalnika
• vlcPort - številka vrat vtičnice, preko katere naj se odpre povezava do VLC
predvajalnika
• videoFilePath - pot do datoteke posnetka nogometne tekme
• excelFilePath - pot do datoteke XLSX s podrobnimi podatki o podajah
in igralcih na igrǐsču
• serverPort - številka vrat vtičnice, preko katere naj se odpre povezava do
spletnega strežnika
• getTimeInterval - interval pridobivanja časa posnetka in osveževanja po-
datkov, v milisekundah
4.2.5.3 Razred DocumentUtils
Razred predstavlja zbirko pomožnih funkcij, za lažje delo z razredom Document,
ki predstavlja JSON dokumente. Vsebuje dve funkciji.
Funkcija eventsUntilSecond v dokumentu timeline poǐsče vse dogodke, ki
imajo podano ime in so se zgodili do podane sekunde. Prav tako upošteva časovni
zamik začetka tekme v posnetku. Dogodke vrne v seznamu.
Funkcija getSecondHalfOffset izračuna čas ki je pretekel med premorom, ki
nastopi med dvema polčasoma nogometne tekme, saj ta podatek ni prisoten v
podatkih o tekmi. V dokumentu timeline poǐsče dogodek break_start, ki pred-
stavlja začetek premora, ter prvi dogodek ki mu sledi, saj ta predstavlja začetek
drugega polčasa. To je prikazano v spodnji kodi. Izračuna časovno razliko med
tema dvema dogodkoma ter vrne celo število pretečenih sekund.
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for (int i = 0; i < stats.size(); i++ ) {
if ("break_start".equals(stats.get(i).get("type").toString())) {
breakStart = stats.get(i).get("time").toString();
//ker bo zacetek 2. polcasa vedno event, za breakStartom.
secondPeriodStart = stats.get(i+1).get("time").toString();
break;
}
}
4.2.5.4 Razred TimeUtils
Razred vsebuje zgolj eno pomožno funkcijo imenovano timeConvert, za formati-
ranje besedilnega prikaza časovnih oznak, ki se nahajajo v JSON dokumentih, ki
jih bere aplikacija.
5 Zaključek
Zaključena različica aplikacije izpolnjuje vse zastavljene cilje, ima pa kljub temu
določene slabosti. Cilj aplikacije v prvi fazi razvoja ni bila dobra uporabnǐska
izkušnja, ampak dokaz koncepta, katerega lahko potem Sportradar predstavijo
kjer želijo. Iz tega razloga je velik del opisanih slabosti pričakovan. Kljub temu
pa bi se jih veliko dalo odpraviti, če bi se aplikacije lotili na drugačen način in če
bi ob času izdelave aplikacije imeli več tehničnega znanja.
Dobra stran predstavljene rešitve je povezanost kode in jedra aplikacije z
obdelovanjem podatkov ter komunikacijo z VLC predvajalnikom. Aplikacijo bi
lahko nadgradili tako, da podatke pridobiva iz Sportradar API-ja namesto iz
MongoDB podatkovne baze.
Aplikacija poskrbi za obdelavo podatkov in tako prihrani delo aplikaciji, ki
teče na HoloLens napravi. HoloLens ima omejeno baterijo, tako da je razbre-
menitev procesorja koristna, prav tako pa se izbolǰsa uporabnǐska izkušnja, saj
bi zahtevneǰse obdelovanje podatkov lahko privedlo do latence v prikazovanju
uporabnǐskega vmesnika.
Aplikacija sledi skokom po časovnici videa in ustrezno prilagaja podatke. To
je dobro za namene predstavitve, prav tako pa je koristno, če bi končna različica
omogočala pregled tekem, ki so bile že odigrane, saj bi takrat uporabniki verjetno
preskakovali določene dele. Pri predvajanju v živo nam to ne koristi, saj je video
vedno usklajen s podatki. Prav tako upošteva zamik med začetkom tekme ter
polčasa v podatkih in v video posnetku.
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Slabost predstavljene rešitve je zapletena namestitev aplikacije. Razlog za to
je število delov, iz katerih je aplikacija sestavljena. Vsakega od teh je potrebno
namestiti posebej. Prav tako jih je potrebno pravilno nastaviti.
Vzpostavitev MongoDB zahteva več korakov. Najprej je potrebno namestiti
MongoDB. Nato je treba ustvariti bazo z točno določenim imenom. Prav tako
je treba v tej bazi ustvariti tri zbirke s točno določenimi imeni. Ko so zbirke
ustvarjene, je treba v direktoriju aplikacije poiskati JSON datoteke, ter vsako
posebej vstaviti v pravilno zbirko.
Nastavitev aplikacije je uporabniku zelo neprijazna. Za nastavitve poti do
datotek mora uporabnik urejati izvorno kodo aplikacije. Sicer je v izvorni kodi
datoteka, ki je specifično namenjena nastavitvi, bi bila pa izvedba tega vseeno
lahko bolǰsa.
Zagon celotne aplikacije se zgodi na dveh mestih. Aplikacijo je sprva treba
zagnati znotraj razvojnega okolja NetBeans, nato pa v direktoriju z izvorno kodo
poiskati datoteko s kodo spletnega strežnika, ter jo zagnati preko ukazne vrstice
v okolju Node.js.
Trenutna aplikacija ima veliko prostora za izbolǰsave. Sama logika aplikacije
deluje dobro, zato se bomo raje posvetili izbolǰsavam na področju vzpostavitve,
zagona ter nastavitve. Namen aplikacije ni bil, da nudi dobro uporabnǐsko
izkušnjo, vendar bi jo na teh področjih lahko definitivno izbolǰsali. Izbolǰsave
so možne pri naslednjih elementih:
• Spletni strežnik v Javi
Spletni strežnik, ki trenutno deluje v pogonu Node.js bi lahko prepisali v
Javo. Tako bi izločili potrebo po namestitvi in uporabi pogona Node.js, prav
tako pa bi lahko celoto aplikacije zagnali na enem mestu. Prav tako bi se
izločila potreba po uporabi vtičnice za komunikacijo med delom aplikacije,
ki procesira podatke ter spletnim strežnikom. Bi pa ta izbolǰsava prinesla
tudi par slabosti. Strežnik v Javi bi zahteval več kode in dela kot trenutna
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JavaScript različica. Res je, da bi izločili Node.js, bi pa morali uporabiti
Java knjižnice, ki omogočajo podobno funkcionalnost.
• Avtomatizacija vzpostavitve podatkovne baze
Za vzpostavitev baze bi lahko uporabili preprosto skripto, ki bi izvedla
vse korake, ki jih je trenutno potrebno izvesti na roke. Tako bi bilo treba
le namestiti MongoDB in pognati skripto za vzpostavitev, in baza bi bila
pripravljena.
• Uporaba relativnih poti do datotek za video
Trenutno aplikacija uporablja statične poti do videa s tekmo. Te mora
uporabnik ob namestitvi na nov računalnik ročno spremeniti v izvorni kodi.
Uporaba relativnih poti bi omogočila, da določimo direktorij, v katerem ap-
likacija poǐsče video. Tako bi uporabniki rabili le prestaviti video v pravilni
direktorij, kar je za ne-programerje veliko lažje kot urejanje izvorne kode.
• Uporaba vnaprej zgrajene aplikacije
Trenutno se aplikacija zgradi in zažene s pomočjo razvojnega okolja Net-
Beans. Končno različico bi lahko zgradili v naprej z orodji za grajenje
javanskih aplikacij kot so Gradle, Ant ali Maven. Tako bi za zagon že zgra-
jene aplikacije potrebovali le Javansko pogonsko okolje (angl. Java Runtime
Environment, okraǰsano JRE) in s tem izločili potrebo po uporabi programa
NetBeans.
Z novim znanjem, ki smo ga pridobili, odkar je aplikacija nastala, bi lahko
ustvarili bolǰso različico, ki bi izbolǰsala veliko pomanjkljivosti trenutne različice.
Nova različica bi bila v celoti zgrajena z JavaScriptom, poleg tega pa bi uporabl-
jala še HTML. JavaScript bi omogočil, da cela aplikacija živi znotraj enega
procesa. Strežnik, koda za obdelovanje in sinhroniziranje podatkov ter pred-
vajalnik bi lahko bili del ene aplikacije. Prav tako ne bi bilo potrebe po uporabi
podatkovne baze. JavaScript in JSON standard sta med seboj dobro povezana.
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že vgrajene v jezik, tako da sploh ne bi potrebovali zunanjih knjižnic. Namesto
VLC predvajalnika bi aplikacija uporabljala HTML5 predvajalnik, katerega pod-
pirajo skoraj vsi moderni spletni brskalniki. Predvajalnik bi živel znotraj HTML
datoteke, v katero bi kasneje vstavili JS kodo, da bi ta imela dostop do predvajal-
nika. To bi nam omogočalo, da v JS kodi dostopamo do lastnosti predvajalnika
- lahko bi pridobili podatek o trenutni dolžini predvajanja v sekundah. To bi v
celoti izločilo potrebo po uporabi VLC predvajalnika in omogočilo odstranitev
vse kode, ki se ukvarja z njegovim zagonom, povezovanjem in pošiljanjem uka-
zov za pridobivanje časa predvajanja. Namesto podatkovne baze MongoDB bi
uporabili kar statično JSON datoteko. Baza je v vsakem primeru nepotrebna -
končna različica aplikacije bi se povezala na Sportradar API, tako da bi podatke
dobila preko mreže, testna različica pa bi jih prebrala kar iz datoteke. Datoteko
bi prebrala, nato pa pretvorila v objekt znotraj naše JS kode. Tako bi imeli
direktni dostop do polj objekta. XLSX datoteko s podrobnostmi bi prebrali na
isti način kot v trenutni aplikaciji, za manipulacijo pa bi uporabili eno izmed
mnogih JS knjižnic za delo z XLSX datotekami. Logika za obdelovanje podatkov
bi ostala ista, le da bi jo prevedli iz Jave v JavaScript. Trenutni Node.js strežnik
bi ostal isti, le da bi ga integrirali v preostanek nove aplikacije. Tako bi se po-
datki pretakali znotraj iste aplikacije, kar bi izločilo potrebo po komunikaciji med
večimi procesi preko vtičnic. Prav tako bi lahko zagnali celotno aplikacijo na
enem mestu. Z vsemi temi koraki bi bila aplikacija veliko bolj preprosta, tako za
uporabo kot za vzpostavitev in zagon. Prav tako bi jo bilo lažje nadgraditi, ker
bi imeli opravka z manǰsim številom sestavnih delov.
Nenazadnje, pa bi bilo omenjeno aplikacijo mogoče razviti za uporabo na
mobilnih telefonih. To bi sicer zahtevalo povsem drugačen uporabnǐski vmesnik
in način interakcije, bi pa ta razvoj predstavljal zelo zanimiv izziv in verjetno
precej večjo razširjenost, predvsem v smislu uporabe končnih uporabnikov.
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