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Rádiový únikový kanál je prostředí, ve kterém dochází k různému rušení a úniku signálu 
vlivem vícecestného šíření. Únikový kanál je modelován pomocí filtru s konečnou impulsní 
odezvou s časově proměnnou impulsní charakteristikou. Realizace tohoto filtru je založena na 
principu TDL (Tapped Delay Line) modelu, kde je simulováno zpoždění a útlum signálu 
v jednotlivých větvích modelu. Výsledkem této práce je návrh simulátoru vybraného 
únikového kanálu a jeho hardwarový popis pro implementaci do zvoleného cílového obvodu 
FPGA. 
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ABSTRACT 
Fading channel is a communication channel that experiences different interference and fading 
due to multi-path signal propagation. The fading channel is designed by the finite impulse 
response filter with the time-varying impulse characteristic. The realisation of this filtr is 
based on the TDL (Tapped Delay Line) model, which simulate signal delay and signal 
attenuation in each branch. The aim of this thesis is to create the VHDL design of selected 
fading channel simulator and its description for hardware implementation into the FPGA. 
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ÚVOD 
Rádiový kanál je prostředí, kterým se signál šíří od vysílací antény k přijímací 
anténě a při přenosu signálu dochází k různému rušení. Nejvýznamnější vliv na rádiový 
přenos má únik signálu, který vzniká při vícecestném šíření signálu rádiovým kanálem. Únik 
signálu se projevuje rychlým krátkodobým poklesem úrovně přijímaného signálu, což způsobí 
na krátký časový úsek výrazné snížení odstupu signálu od šumu SNR (Signal to Noise Ratio).  
Fyzické kanály s časově proměnnými přenosovými charakteristikami mohou být modelovány 
jako lineární filtry s konečnou impulsní odezvou s časově proměnnou impulsní 
charakteristikou. 
Realizace tohoto simulátoru je založena na principu TDL (Tapped Delay Line) modelu, 
který představuje filtr simulující zpoždění a útlum signálu v jednotlivých větvích modelu 
únikového kanálu. 
Následující text je členěn do 4 základních částí. První kapitola popisuje úvod do teorie 
rádiových kanálů, včetně fenoménu úniku a popisu základních modelů únikových kanálů. Ve 
druhé kapitole je uveden návrh modelu rádiového únikového kanálu v prostředí MATLAB 
pro různá úniková prostředí spolu s výsledky simulace. Třetí kapitola se zabývá návrhem a 
realizací simulátoru únikového kanálu v programovatelném obvodu FPGA a závěrečná 
kapitola obsahuje srovnání dosažených výsledků ze simulace v obvodu FPGA a simulace ve 
výpočetním prostředí MATLAB.  
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1 RÁDIOVÝ ÚNIKOVÝ KANÁL 
V následujícím textu jsou představeny základní charakteristiky rádiových kanálů, co je to 
únik, jeho vznik a vliv na signál při průchodu rádiovým kanálem. 
1.1 Úvod do problematiky úniku  
V mobilních buňkových sítích při rádiovém přenosu mezi základnovou stanicí a mobilním 
přijímačem se signál obvykle odráží od okolních budov, kopců a dalších překážek. 
Důsledkem je vícecestné šíření signálu přicházejícího k přijímači s různým zpožděním. Stejný 
je i přenos od mobilního telefonu k základnové stanici. Navíc pohyb mobilního přístroje 
(např. v automobilu, ve vlaku apod.) způsobuje frekvenční odchylky, zvané Dopplerovský 
posun, různých frekvenčních složek signálu. 
Při přenosu s přímou viditelností LOS (line-of-sight) jsou vysílací a přijímací antény 
zpravidla umístěny na vysokých věžích z důvodu vyhnutí se překážkám, jako jsou budovy 
a kopce, v cestě šíření signálu. Nicméně, když v cestě šíření jsou nějaké vysoké překážky 
nebo kopcovitý terén, obvykle se signál odráží od země k přijímací anténě. V tomto případě 
se přijímaný signál skládá ze složky šířící se přímou cestou a souborem složek šířících 
se druhotnými cestami, které se odráží od zemského povrchu a k přijímači dorazí s různým 
zpožděním, čímž se vytváří vícecestné šíření. Tyto druhotné odrazy signálu se obecně mění 
s časem a rádiový kanál tedy může být charakterizován časově proměnnou impulsní odezvou. 
1.1.1 Fenomén úniku 
Fenomén úniku vyjadřuje kolísání úrovně přijímaného rádiového signálu během určitého 
časového úseku, což způsobí na krátký časový úsek výrazné snížení odstupu signálu od šumu 
SNR (Signal to Noise Ratio). To je způsobeno vícecestným šířením signálu v rádiovém 
kanálu vlivem odrazů od okolních objektů, jak je naznačeno na obr. 1.1, [3]. 
 
Obr. 1.1 Příklad rádiového únikového prostředí 
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Na přijímací straně dochází k interferenci dvou nebo více verzí téhož vysílaného signálu, 
které však přicházejí do přijímače s rozdílným časovým  zpožděním a útlumem. Toto 
zpoždění i útlumy se navíc v čase náhodně mění, takže chování rádiového kanálu lze popsat 
pouze statisticky. Výsledkem je časově proměnná impulsní odezva rádiového kanálu.  
Při vzájemném pohybu mobilní a základnové stanice nebo pohybu objektů, od kterých 
se signál odráží, dochází přibližně v pravidelných časových intervalech k tzv. hlubokým 
únikům, které představují krátkodobý pokles úrovně signálu pod prahovou úroveň přijímače 
(řádově o 30 až 40 dB). 
Frekvence těchto hlubokých úniků je určena především dopplerovským kmitočtovým 
posuvem, který vlivem vzájemného pohybu přijímače a vysílače vzniká. Závisí tedy 
na vzájemné rychlosti přijímače, vysílače a objektů, od kterých se signál odráží. 
Výsledný přijímaný signál může vlivem úniku velmi výrazně měnit svou amplitudu i fázi 
a to v závislosti na mnoha faktorech, především na úrovni odražených signálů a jejich 
vzájemnému zpoždění, relativní době šíření jednotlivých složek spektra a šířce pásma 
vysílaného signálu. Výsledkem těchto narušení je u digitálního přenosu výrazné zvýšení 
chybovosti spoje BER (Bit Error Ratio).  
1.2 Modely rádiových kanálů 
Jak bylo uvedeno dříve, v podstatě existují dvě základní charakteristiky typů rádiových 
kanálů. První charakteristika popisuje případ, kdy vysílaný signál přichází k přijímací anténě 
různými cestami s příslušným časovým zpožděním a způsobuje vícecestné časové rozšíření 
kanálu Tm (multipath delay spread), které souvisí s tzv. frekvenční selektivitou kanálu. 
Druhý typ rádiového kanálu se týká časových změn ve struktuře přenosového prostředí 
a důsledkem je, že odezva kanálu na přenášený signál se bude měnit s časem a tyto změny 
jsou navíc náhodné. Chování takového kanálu lze tedy popsat pouze statisticky a výsledkem 
je časově proměnná impulsní odezva rádiového kanálu. 
1.2.1 Statistický popis únikového kanálu 
K získání statistického popisu [1] kanálu uvažujme, že vysílaný signál je harmonický: 
 
)2(cos)( tfAts cpi= .                                                  (1.1) 
 

























            (1.2) 
 
kde αn, τn jsou obecně časově proměnné zeslabení a zpoždění n-té cesty. Kanál je popsán 
komplexním signálem: 
 

























           (1.3) 
 
Ačkoliv na vstupu kanálu je monochromatický signál, např. signál na jedné frekvenci, 
výstupní signál se skládá z mnoha různých frekvenčních složek. Tyto nové složky vznikají 
jako výsledek časově proměnné odezvy kanálu. Hodnota r.m.s. (root-mean-square) spektrální 
šířky komplexního signálu z(t) se nazývá Dopplerovské kmitočtové rozšíření kanálu Bd 
(Doppler frequency spread), udává jak rychle se signál z(t) mění v čase a má za následek 
tzv. časovou selektivitu kanálu. 
1.2.2 Frekvenční selektivita 
Pojem frekvenční selektivity úzce souvisí s časovou dispersí vícecestného kanálu. Uvažujme, 
že rádiovým kanálem byl vyslán pouze jeden krátký impuls δ(t). Vlivem vícecestnosti kanálu 
se na přijímací straně objeví impulsy s různým zpožděním, fází a úrovní, jak je naznačeno 
















Obr. 1.2 Časové rozšíření vysílaného signálu, [3] 
 
Vedle časového rozšíření Tm existuje další parametr užitečný pro popis vícecestných 
únikových kanálů, který je inverzní k časovému rozšíření a vyjadřuje se ve frekvenčních 
jednotkách. Tato hodnota je velikost šířky pásma, ve které jsou charakteristiky kanálu 
(velikost α(t) a fáze φ(t)) nejvíce korelovány. Jinými slovy, všechny frekvenční složky signálu 
kromě této šířky pásma zaniknou. Tento parametr se nazývá koherentní šířka pásma Bc kanálu 
a je definován jako: 
 
mT
B 1c = .                                                        (1.4) 
Fyzikálně lze koherentní šířku pásma interpretovat tak, že kmitočtové složky, které jsou 
od sebe vzdáleny o více než Bc jsou spíše statisticky nezávislé, zatímco frekvenční složky 
vzdálené o méně než Bc jsou silně korelovány. Jestliže je tedy šířka pásma přenášeného 
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signálu větší než Bc, bude přijímaný signál vykazovat frekvenční selektivitu. To znamená, 
že kmitočtové složky signálu o kmitočtech větších než Bc budou postiženy únikem různě. 
Frekvenčně selektivní kanál způsobuje výrazné mezisymbolové přeslechy ISI, zatímco 
frekvenčně neselektivní kanál vytváří pouze tzv. plochý únik (flat fading), při kterém 
nedochází k výraznější změně spektra přenášeného signálu. 
Frekvenční selektivitu rádiového kanálu lze posoudit podle následujícího kritéria: 
 frekvenčně selektivní: 1sc <<TB      (1.5a) 
 frekvenčně neselektivní: 1sc >>TB ,               (1.5b) 
kde Ts je doba trvání signálového prvku přenášeného signálu. 
1.2.3 Časová selektivita 
U mobilních rádiových kanálů vznikají časové změny impulsní charakteristiky, které jsou 
způsobeny vzájemným pohybem přijímací a vysílací antény, případně pohybem překážek, 
od kterým se signál odráží. Důsledkem tohoto pohybu je dopplerovský kmitočtový posun fd 
vysílaného signálu, který je dán následujícím vztahem: 
θθλ coscos mcd f
vff == ,                              (1.6) 
kde λ je vlnová délka , v je rychlost přijímače, fm je maximální dopplerovský kmitočtový 
posuv a θ je úhel mezi směrem pohybu přijímače a směrem, ze kterého signál přichází 
(viz obr. 1.3). Maximální absolutní hodnoty tedy dopplerovský posun dosahuje pro úhly θ = 0 
a θ = pi. To je případ, kdy se přijímač pohybuje přesně ve směru k nebo od vysílače. 
 
Obr. 1.3 Směr šíření signálu a pohybu přijímače 
 
U vícecestného šíření je úhel θ  pro každou z cest odlišný a s časem se mění. Z toho 
vyplývá, že pokud budeme vysílat signál o jediném nosném kmitočtu, objeví se na přijímací  
straně signál, jehož spektrum bude v okolí nosného kmitočtu rozprostřeno. Dochází zde tedy 
v podstatě k parazitní kmitočtové modulaci signálu. Parametr, který charakterizuje toto 
rozšíření spektra signálu se nazývá Dopplerovské kmitočtové rozšíření kanálu Bd, pro které 
platí: 
md 2 fB = .                      (1.7) 
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Velikost Bd určuje, jak rychle se vlastnosti přijímaného signálu mění s časem, neboli 
časovou selektivitu kanálu. 
Dopplerovské frekvenční rozšíření vysílaného signálu bývá charakterizováno pomocí 
tzv. spektrální výkonové funkce „tvaru U“ (U-shaped power spectrum). Tato funkce je 
definována následujícím způsobem: 
 
 





Tvar této funkce pro maximální dopplerovský kmitočtový posun fm = 50 Hz je naznačen 
na obrázku 1.4, [3]. 
 
 


































Obr. 1.4 Tvar funkce spektrální výkonové hustoty dopplerovského kmitočtového rozšíření 
 
Dalším parametrem, který je v souvislosti s únikovými kanály obvykle definován, 























f ≤ fm 
f > fm 
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Tento parametr odpovídá přibližně době mezi dvěma strmými poklesy úrovně 
přijímaného signálu, tzv. hluboké úniky. 
 
1.2.4 Srovnání frekvenční a časové selektivity 
Pro znázornění souvislosti pojmu frekvenční a časové selektivity únikového kanálu je na 
následujících obrázcích uvedena závislost útlumu rádiového únikového kanálu na čase 
a kmitočtu. Jsou předpokládány různé hodnoty vícecestného časové rozšíření kanálu Tm 
a dopplerovského kmitočtového rozšíření Bd. Osa času a kmitočtu je normována vzhledem 
k délce trvání signálového prvku Ts. Časová osa je v násobcích Ts, kmitočtová osa má jako 
měřítko hodnotu 2/Ts. 
Na obr. 1.5 je znázorněn silně frekvenčně selektivní kanál, zatímco jeho vlastnosti v čase 
se příliš nemění. 
 
 
Obr. 1.5 Útlum pro velmi frekvenčně selektivní a nepříliš časově selektivní kanál, [3] 
 
Na obr. 1.6 je znázorněn kanál, který je naopak frekvenčně neselektivní, zatímco jeho 
časové změny v porovnání s dobou trvání signálového prvku Ts jsou značné. Jedná se tedy 
o plochý únik. 
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Obr. 1.6 Útlum pro frekvenčně neselektivní a značně časově selektivní kanál, [3] 
V praxi však většinou rádiový kanál vykazuje jak frekvenční tak i časovou selektivitu. Je 
to způsobeno především požadavkem vysokých přenosových rychlostí (frekvenční selektivita) 
a použitelnosti při rychlém pohybu přijímače (časová selektivita). Útlum takového kanálu je 
zobrazen na obr. 1.7. 
 
Obr. 1.7 Útlum pro frekvenčně i časově selektivní rádiový kanál, [3] 
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1.3 Matematický popis únikového kanálu 
V této kapitole je uvedeno, jakým způsobem je možné simulovat rádiový únikový kanál. 
Rádiový únikový kanál lze modelovat pomocí filtru s konečnou impulsní odezvou s časově 
proměnnou impulsní charakteristikou. 
1.3.1 TDL model únikového kanálu 
Základní popis časově proměnného vícecestného kanálu vychází z tzv. TDL (Tapped Delay 
Line) modelu, který je uveden na obr. 1.8, [3]. Model kanálu se skládá z několika paralelních 
zpožděných větví (zpožďující bloky D - Delay) rovnoměrně od sebe vzdálených. Zpoždění 
mezi jednotlivými větvemi je 1/W, kde W je šířka pásma signálu přenášeného kanálem. 
Potom 1/W je časové rozlišení, které může být dosaženo vysíláním signálu s šířkou pásma W. 
Koeficienty cest, označené jako { })()()( tjnn nettc φα≡ , jsou obvykle komplexní vzájemně 
nekorelované gausovské náhodné procesy. Zpoždění nejdelší cesty odpovídá velikosti 
časového rozšíření kanálu (multipath spread), které se označuje jako: 
 
W
LTm = ,        (1.10) 
 
kde L představuje maximální počet možných cest. 
 
 
Obr. 1.8 Základní TDL model časově proměnného vícecestného kanálu 
 
Koeficienty cest v TDL modelu můžeme vyjádřit jako: R1 
)()()( tjctctc ir += ,          (1.11) 
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kde koeficienty cr(t) a ci(t) představují náhodné změny útlumu a fázového posuvu 
jednotlivých cest.  
Tyto koeficienty mohou být také formulovány jako: 




















.    (1.13) 
 
V reálném prostředí má každá z cest určitou velikost útlumu. Měřením byla pro 
jednotlivé typy kanálů určena jejich velikost. Jako příklad lze uvést typické impulsní odezvy 
používané pro modelování systému GSM (Global System for Mobile Communication, Group 
Special Mobile). Tyto impulsní odezvy (obr. 1.9) jsou definovány pro typická rádiová 
prostředí, tedy prostředí městské (urban), otevřená krajina (rural), kopcovitý terén (hilly), aj. 
 
 
Obr. 1.9 Typické impulsní odezvy podle doporučení GSM, [3] 
V případě uvažování dopplerovského frekvenčního rozšíření, které vzniká při pohybu 
vysílače nebo přijímače, se základní TDL model únikového kanálu doplní o Dopplerův filtr 
v každé větvi (viz. obr. 1.10), [3], který bude generovat komplexní časově proměnné hodnoty 
koeficientů filtru. 
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Obr. 1.10 TDL Model časově proměnného vícecestného kanálu s Dopplerovým rozšířením 
1.3.2 Rayleighův únik 
Za předpokladu, že reálné a imaginární složky ve výše uvedeném vztahu 1.13 jsou gausovské 
náhodné procesy s nulovou střední hodnotou, pak rozložení fází je rovnoměrné v intervalu 
(0,2π) a rozložení amplitud je tzv. Rayleighovo [1]: 
 
0,)( 22 2/2 ≥= − ασ
α
α σαef
     (1.14) 
 
a f(α) = 0 pro α<0. Relativní úroveň signálu na výstupu rayleighova únikového kanálu je zobrazena 
na obr. 1.11. 
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Obr. 1.11 Časový průběh signálu na výstupu Rayleighova únikového kanálu, [3] 
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1.3.3 Riceův únik 
Existuje-li přímá cesta mezi vysílačem a přijímačem (LOS – Line Of Sight), mají koeficienty 

















sIef s ,    (1.15) 
 
kde parametr s2 představuje výkon přímé složky přijatého signálu bez úniku. Relativní úroveň 
signálu na výstupu riceova únikového kanálu je zobrazena na obr. 1.12. 
 
0  2 0  4 0  6 0  8 0  1 0 0  1 2 0  1 4 0  1 6 0  1 8 0  2 0 0  
- 1 4  
- 1 2  
- 1 0  
- 8  
- 6  
- 4  
- 2  
0  


















Obr. 1.12 Časový průběh signálu na výstupu Riceova únikového kanálu, [3] 
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2 SIMULACE V PROSTŘEDÍ MATLAB 
2.1 Koncepce simulátoru únikového kanálu 
Pro simulaci rádiového únikového kanálu bylo zvoleno programové prostředí MATLAB. 
Vzhledem k tomu, že pro vzorkovací kmitočet signálu 1 GHz je simulace v přeloženém 
pásmu výpočetně velmi náročná, byla zvolena běžně používaná simulace v základním pásmu. 
S ohledem na značné fázové změny rádiových únikových kanálu byla zvolena modulace 
QPSK (Quadrature Phase Shift Keying) jako kompromis mezi počtem stavů modulace a její 
odolnosti proti rušení. 
Simulovaný systém s modelem únikového kanálu je naznačen na obr. 2.1 Na začátku 
simulace je v bloku QPSK modulátoru náhodně vygenerována posloupnost bitů představující 
vstupní datový signál, z níž je následně vytvořen modulovaný signál s(t) vstupující do modelu 
únikového kanálu. Popis modelu únikového kanálu je uveden v kapitole 2.1.1. V dalším 
kroku je k signálu přidán šum v bloku AWGN, na jehož výstupu je signál r(t) přicházející na 
vstup přijímače. Následně je provedena demodulace QPSK signálu a získaná demodulovaná 
posloupnost bitů je přivedena do bloku BER pro výpočet chybovosti signálu. 
 
Obr. 2.1 Blokové schéma simulátoru únikového kanálu 
2.1.1 Model únikového kanálu 
2.1.1.1 Simulace pomocí M-funkcí 
Model rádiového únikového kanálu lze vytvořit také pomocí funkcí z vnitřních knihoven 
programu MATLAB. K tomuto účelu jsou vytvořeny funkce rayleighchan a ricianchan, které 
vytvoří impulsní odezvy daného typu únikového kanálu. 
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Vstupními parametry funkce pro Rayleighův únikový kanál jsou (ts,fd,tau,pdb), kde ts 
představuje vzorkovací periodu vstupního signálu (v sekundách), fd je maximální Dopplerův 
posuv (v Hz). Některé mobilní aplikace, jako např. standardní GSM (Global System for 
Mobile Communication) systémy, vyjadřují Dopplerův posuv ve smyslu rychlosti pohybu 
přijímače. Pohybuje-li se automobil rychlostí v (m/s), potom maximální Dopplerův posuv je 




                                                           (2.1) 
 
Podle předchozího vztahu může tedy pohybující se automobil způsobit maximální 
Dopplerův posuv signálu okolo 100 Hz, zatímco signál od pohybujícího se chodce může 
dosáhnout maximálního Dopplerova posuvu okolo 5 Hz. Tyto hodnoty předpokládají 
frekvenci nosného signálu 900 Mhz. V případě nulového Dopplerova posuvu se jedná 
o statický kanál. Parametr tau je vektor obsahující hodnoty zpoždění jednotlivých cest kanálu 
(v sekundách). První hodnota vektoru zpoždění je typicky nulová a odpovídá první příchozí 
složce signálu, pro vnitřní prostředí dosahuje zpoždění ostatních cest hodnot typicky mezi 
1 ns a 100 ns, pro venkovní prostředí jsou hodnoty typicky mezi 100 ns a 10 µs. Velké 
zpoždění v tomto rozsahu může odpovídat např. oblasti v kopcovitém prostředí. Parametr pdb 
je vektor hodnot představující útlumy jednotlivých cest kanálu (v dB). 
Funkce pro Riceův únikový kanál má vstupní parametry (ts,fd,k,tau,pdb). Oproti 
předchozí funkci je zde navíc parametr k, což je Riceův K-faktor představující poměr mezi 
výkonem v přímé cestě ku výkonu rozptýlenému v ostatních cestách. Poměr je vyjádřen 
lineárně, ne v decibelech. Obvyklé hodnoty jsou mezi 1 a 10. 
 
2.1.1.2 TDL model 
V tomto projektu byl pro simulaci rádiového únikového kanálu použit model uvedený na 
obr. 1.8 a impulsní charakteristiky podle doporučení GSM (obr. 1.9). Jak bylo vysvětleno 
dříve, lze rádiový únikový kanál modelovat pomocí filtru s konečnou impulsní odezvou 
s časově proměnnou komplexní impulsní charakteristikou (obr. 2.2). Komplexní časově 
proměnné hodnoty koeficientů filtru (obr. 2.4) jsou generovány pomocí tzv. Dopplerova filtru 
[3]. Výstupní signál tohoto filtru musí mít spektrální výkonovou hustotu definovanou 
vztahem 1.8. Toho lze dosáhnout tím, že vstupní signálem Dopplerova filtru je gaussovský 
šum a frekvenční charakteristika tohoto filtru odpovídá odmocnině z funkce spektrální 
výkonové hustoty (1.8): 
                                        
)()(D fSfH =               (2.2) 

















Obr. 2.2 Model únikového kanálu 
 
Vzájemné úrovně koeficientů modelu generované Dopplerovskými filtry jsou váhovány 
tak, aby odpovídaly průběhu dané impulsní charakteristiky (obr. 1.9) pro příslušnou hodnotu 
zpoždění. Vstupní signál modelu kanálu s(t) i výstupní r(t) jsou obecně komplexní funkce.  
Frekvenční charakteristika Dopplerova filtru pro maximální dopplerovský posuv 
fm = 50 Hz je naznačena na obr. 2.3. Konkrétní návrh tohoto filtru použitý  při simulaci je 
popsána v kapitole 2.2.2.  















Obr. 2.3. Frekvenční charakteristika Dopplerova filtru 
 















Obr. 2.4 Generování časově proměnných koeficientů modelu kanálu 
 
2.2 Program pro simulaci 
2.2.1 Hlavní program 
Celý program simulátoru rádiového únikového kanálu sestává z několika funkcí, jejichž 
zdrojový kód je součástí příloh. Hlavní program, který řídí průběh simulace je označen 
fading.m. Program se spouští z příkazového okna programového prostředí MATLAB. 
Zdrojový kód hlavního programu je uveden v příloze A1. Na začátku programu fading.m jsou 
definovány parametry ovlivňující vlastnosti únikového kanálu. 
 
2.2.1.1 Parametry simulace 
Nejdříve se určí vlastnosti vstupního signálu, které jsou definovány následujícími 
parametry – vzorkovací kmitočet signálu (fvz), jeho symbolová rychlost (fSymb) a počet 
bitů vstupního signálu (N). 
Poté je třeba nastavit vlastnosti použitého rádiového únikového prostředí 
(channel_type). Přiřazením čísla od 0 do 6 této proměnné lze zvolit jeden z typů rádiového 
kanálu (jeho impulsní charakteristiku) podle doporučení shromážděných z použité literatury. 
Je k dispozici frekvenčně neselektivní kanál s plochým únikem (flat), typické městské 
prostředí (typical urban) [4], kopcovitý terén (hilly terrain) [4], otevřená krajina (rural area) 
[4], vozidlový kanál (vehicular) [5], kanál mezi vnitřním a vnějším prostředím budov (indoor 
to outdoor) [5],  typické městské prostředí podle doporučení GSM 05.05 (urban 
recomendation GSM05.05). Nastavení typu úniku se provádí proměnnou (ricean_path), 
která určuje zda v kanálu existuje přímá rádiová cesta (LOS - Line Of Sight). Pomocí 
parametru (Doppler_shift) nastavíme, jestli se bude jednat o únikový kanál s nebo 
bez Dopplerova posuvu (0 – bez posuvu, 1 – s posuvem). Hodnotu maximálního Dopplerova 
posuvu určuje proměnná (fd). Parametr (fvz_Dopp) určuje vzorkovací kmitočet Dopplerova 
filtru. Maximální hodnota SNR pro výpočet chybovosti signálu po demodulaci se nastavuje 
parametrem (max_SNR). Pro přesnější výpočet chybovosti lze nastavit větší počet opakování 
běhu programu pomocí parametru (loop). 
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2.2.1.2 Průběh programu 
Po inicializaci parametrů simulace je vygenerována pseudonáhodná datová posloupnost 
o délce N bitů a provedena modulace QPSK, při které je použit Raised-Cosine filter. 
Modulovaný signál je předán spolu s odpovídajícími parametry funkci channel_model.m, 
která realizuje model zvoleného únikového kanálu (popis je uveden v následující kapitole 
2.2.2). Na výstupu modelu kanálu dostáváme signál postižený únikem, ke kterému je 
v následujícím kroku přidán aditivní šum AWGN. Tento signál je dekódován pomocí funkce 
QPSK_demod.m, detekovaná data jsou předána funkci chybovost.m, kde porovnáním 
demodulované zprávy s původní pseudonáhodnou posloupností zjistíme chybovost BER 
signálu postiženého únikem.  
 
2.2.2 Vedlejší funkce hlavního programu 
Hlavní program je doplněn funkcemi realizující dílčí výpočty simulace. Jedná se o funkci 
dopplerfilter.m pro výpočet impuslní charakteristiky Dopplerova filtru, channel_model.m 
realizující model zvoleného únikového kanálu, QPSK_demod.m pro demodulaci signálu 
a funkce chybovost.m pro výpočet chybovosti BER signálu po průchodu kanálem. 
 
2.2.2.1 Dopplerův filtr 
Vstupními proměnnými této funkce (viz. příloha A2) je hodnota maximálního 
dopplerovského kmitočtového posuvu (fd) a vzorkovací kmitočet tohoto filtru (fvz_Dopp). 
Při návrhu tohoto filtru [3] byl řešen problém s vhodným vzorkovacím kmitočtem Dopplerova 
filtru. Ideální by bylo, kdyby byl tento vzorkovací kmitočet stejný jako vzorkovací kmitočet 
modelu kanálu (5 MHz). Dopplerův filtr má však mezní kmitočet v řádu maximálně stovek 
hertzů (dáno maximální rychlostí pohybu objektů). Je zřejmé, že číslicový filtr s konečnou 
impulsní odezvou FIR se vzorkovacím kmitočtem řádu několika megahertzů a mezním 
kmitočtem řádově stovek hertzů bude mít délku impulsní charakteristiky řádu 106. Následná 
opakovaně prováděná konvoluce vstupního signálu Dopplerova filtru s touto impulsní 
odezvou je v prostředí MATLAB značně časově náročná. Byl proto navržen vhodnější 
způsob. Vzorkovací kmitočet modelu kanálu je zvolen tak, aby byl celistvým násobkem 
vzorkovacího kmitočtu Dopplerova filtru (např. 5 kHz) a výstupní hodnoty filtru jsou pro 
příslušný vzorkovací kmitočet dopočteny interpolací.  
Impuslní charakteristika Dopplerova filtru generovaná touto funkcí je vypočtena zpětnou 
Fourierovou transformací z frekvenční charakteristiky Dopplerova filtru, která je definována 
vztahy (1.8) a (2.2). Pro omezení délky impulsní odezvy je použito pravoúhlé okno. Na 
obrázku 2.5 je uveden příklad impulsní charakteristiky Dopplerova filtru pro maximální 
Dopplerův posuv 100 Hz a vzorkovací kmitočet filtru 5 kHz. 
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Obr. 2.5 Vzorky impulsní charakteristiky Dopplerova filtru 
2.2.2.2 Model kanálu 
Vstupními proměnnými funkce channel_model.m (příloha A3) jsou následující 
parametry: typ únikového prostředí (channel_type), informace o existenci přímé rádiové 
cesty (ricean_path), informace o realizaci Dopplerova posuvu (Doppler_shift), 
vzorkovací a mezní kmitočet Dopplerova filtru (fvz_Dopp,fd), vzorkovací kmitočet signálu 
(fvz), vstupní signál (ch_input) a maximální hodnota poměru SNR (max_SNR). 
Nejdříve je podle proměnné channel_type vybrána jedna z předdefinovaných 
impuslních charakteristik (obr 2.6), [3]. Dále se provede výpočet nezbytných konstant. Pokud 
je parametr Doppler_shift nastaven na hodnotu 0, jedná se o model únikového kanálu bez 
Dopplerova posuvu a jako matice koeficientů modelu je vygenerován pouze jeden vektor 
komplexních koeficientů s počtem vzorků odpovídajícím počtu nenulových koeficientů 
zvolené impulsní odezvy kanálu. Tento jediný vektor představuje konstantní změnu útlumu a 
fázového posuvu v jednotlivých cestách modelu a jedná se o statický únikový kanál. 
Pokud je hodnota proměnné Doppler_shift rovna 1, jedná se o model únikového 
kanálu s Dopplerovým posuvem a pomocí funkce dopplerfilter.m  je vypočtena impulsní 
charakteristika Dopplerova filtru. Následuje vygenerování matice náhodných nekorelovaných 
komplexních gaussovských procesů. Jejich počet je dán počtem nenulových koeficientů 
zvolené impulsní odezvy kanálu. Poté jsou tyto procesy filtrovány Dopplerovým filtrem 
a uloženy do komplexní matice (h), která tak obsahuje časově proměnnou impulsní odezvu 
kanálu. 
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Obr. 2.6 Typické impulsní odezvy vybraných rádiových únikových kanálů 
Jako poslední operace ve funkci modelu kanálu je prováděna konvoluce vstupního 
signálu s časově proměnnou impulsní charakteristikou kanálu (matice kanálu). Je nutno 
poznamenat, že tato operace je z celé simulace rádiového únikového kanálu časově 
nejnáročnější. Operace je řešena skalárním součinem příslušného řádku matice kanálu 
s odpovídajícími prvky vektoru vstupního signálu. 
2.2.2.3 Demodulace QPSK 
Zdrojový kód funkce pro demodulaci QPSK signálu je uveden v příloze A4. Vstupními 
proměnnými jsou vzorkovací kmitočet signálu (fvz), jeho symbolová rychlost (fSymb) 
a vstupní a výstupní signál modelu kanálu (ch_input a ch_output). Před vlastní 
demodulací je potřeba provést kompenzaci signálu pomocí doplňkové funkce EVM_CALC.m. 
Tato funkce vypočte komplexní konstantu, kterou je nutné podělit signál, aby se 
vykompenzovalo fázové natočení vzorků signálu a demodulované vzorky tak mohly být 
správně detekovány. Při demodulaci je použit stejný Raised-Cosine filtr jako při modulaci. 
Detekce bitů je založena na porovnávání hodnot demodulovaného signálu (hodnoty 1 a -1) 
s 0, pokud je příchozí hodnota demodulovaného vzorku větší než 0, do nulového vektoru 
stejné délky jako je původní zpráva se uloží na odpovídající pozici hodnota 1, v opačném 
případě tam zůstane 0. Výstupem této funkce je detekovaná posloupnost bitů (dem_data). 
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2.2.2.4 Výpočet chybovosti BER 
Funkce chybovost.m (viz. příloha A5) slouží pro výpočet chybovosti signálu po průchodu 
únikovým kanálem. Vstupními parametry jsou bitové posloupnosti před modulací a po 
demodulaci. Výpočet spočívá v porovnání odpovídajícího demodulovaného vzorku se 
vstupním vzorkem na začátku simulace. 
Abychom mohli využít vypočítanou chybovost signálu pro zhodnocení vlivu únikového 
kanálu na rádiový signál, je třeba provést simulaci pro různé hodnoty poměru SNR. Simulace 
probíhá pro hodnoty poměru SNR od 0 dB do hodnoty max_SNR definované na začátku 
simulace.Výsledkem simulace je tedy závislost chybovosti BER na poměru SNR pro určitý 
typ únikového kanálu. 
2.3 Výsledky simulace 
Jak bylo uvedeno dříve, vhodným nástrojem pro posouzení vlivu únikového kanálu na 
rádiový signál je zobrazení závislosti chybovosti BER na poměru SNR. Změníme-li některý 
z parametrů únikového kanálu (např. typ únikového prostředí, Dopplerův posuv nebo Ricean 
faktor-K), můžeme posuzovat jaký vliv to mělo na chybovost signálu. Jinými slovy můžeme 
sledovat, do jaké míry bude signál postižen únikem, a jaký vliv na to mají různé parametry 
únikového kanálu.  
2.3.1 Rozdíl mezi Rayleighovým a Riceovým únikem 
Pro zobrazení vlivu přímé cesty mezi vysílačem a přijímačem na chybovost přijatého signálu 
lze pro jednoduchost využít model únikového kanálu vytvořený pomocí M-funkcí. Model 
kanálu vytvořený pomocí funkce ricianchan obsahuje přímou cestu, zatímco funkce 
rayleighchan vytvoří model kanálu bez přímé cesty mezi vysílačem a přijímačem. Na obrázku 
2.7 je znázorněn vliv různých typů únikových kanálů na chybovost signálu. 
 
Obr. 2.7 Srovnání chybovosti Rayleighova a Riceova únikového kanálu 
  21 
Existencé přímé cesty LOS (Line Of Sight) mezi vysílačem a přijímačem způsobí, že 
chybovost signálu v případě Riceova únikového kanálu dosahuje nižších hodnot než v případě 
Rayleighova únikového kanálu. Je to způsobeno tím, že přímou složkou signálu se přenese 
větší množství výkonu vysílaného signálu a postižení únikem bude tedy menší. 
2.3.2 Vliv K-faktoru na chybovost u Riceova kanálu 
Významným parametrem modelu kanálu s Riceovým rozložením amplitud je Riceův            
K-faktor, který určuje poměr mezi výkonem v přímé cestě ku výkonu rozptýlenému 
v ostatních cestách kanálu. Poměr je vyjádřen lineárně, ne v decibelech. Obvyklé hodnoty 
jsou mezi 1 a 10. 
Na obrázku 2.8 je znázorněna závislost chybovosti signálu na SNR pro Riceův typ 
únikového kanálu, parametrem je Riceův K-faktor. Z grafického zobrazení vyplývá, že 
průběhy chybovosti pro vyšší hodnoty K-faktoru klesají s rostoucím poměrem SNR strměji.  
 
 
Obr. 2.8 Vliv K-faktoru na chybovost u Riceova kanálu 
Nulová hodnota K-faktoru představuje kanál bez přímé cesty a rozložení amplitud bude 
Rayleighovo. 
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2.3.3 Srovnání chybovosti různých typů únikového prostředí 
Na začátku simulace lze pomocí parametru channel_type nastavit typ únikového prostředí, 
tedy předdefinovanou typickou impulsní charakteristiku daného únikového prostředí podle 
doporučení shromážděných z použité literatury. Výsledné průběhy chybovosti signálu po 
průchodu zvoleným typem únikového kanálu jsou zobrazeny na následujících obrázcích. 
Parametrem každého zobrazení je typ únikového prostředí. 
Na obrázku 2.9 je zobrazeno srovnání chybovosti různých typů unikového prostředí pro 
rádiový kanál bez Dopplerova posuvu. Nejvyšší hodnoty vycházejí pro úniková prostředí 
představující typické městské oblasti (typical urban, urban recomendation GSM05.05) nebo 
kopcovitý terén (hilly terrain). Naopak nejnižší chybovosti dosahují úniková prostředí pro 
kanál představující otevřenou krajinu (rural area) a kanál mezi vnitřním a vnějším prostředím 
budov (indoor to outdoor). 
 
Obr. 2.9 Srovnání chybovosti různých typů kanálu bez Dopplerova posuvu 
V případě rádiového únikového kanálu s Dopplerovým posuvem se výsledná chybovost 
značně zvýší oproti kanálu bez Dopplerova posuvu. Chybovost dosahuje hodnot mezi         
2·10-1 a 5·10-1. Průběh chybovosti různých typů kanálu s Dopplerovým posuvem 50 Hz je na 
obrázku 2.10, pro srovnání je v tomto obrázku zobrazena i chybovost signálu bez úniku, 
pouze s aditivním šumem (QPSK AWGN). 
Pro názornější přehled chybovosti různých typů únikového prostředí je stejný průběh 
chybovosti zobrazen ve větším přiblížení na obrázku 2.11. 
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Obr. 2.10 Srovnání chybovosti různých typů kanálu s Dopplerovským posuvem 50 Hz 
 
 
Obr. 2.11 Detail chybovosti různých typů kanálu s Dopplerovským posuvem 50 Hz 
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3 SIMULACE V OBVODU FPGA 
3.1 Vývojový kit pro hardwarovou implementaci simulátoru 
Pro realizaci simulátoru byla vybrána vývojová deska MEMEC Virtex-II V2MB1000, 
kterou je vybavena naše školní laboratoř. Tato vývojová deska je osazena čipem XC2V1000-
4FG456C od firmy Xilinx. K dispozici je rovněž rozšiřující Analogový modul P160 
umožňující testování a praktické ověřování navrženého simulátoru únikového kanálu.  
3.1.1 Deska s programovatelným obvodem FPGA 
Systémová deska (obr. 3.3) je vybavena FPGA obvodem typu XC2V1000-4FG456C. 
Význam označení obvodu je znázorněn na obrázku 3.1.   
 
Obr. 3.1 Význam označení FPGA obvodu [6] 
Obvod obsahuje 40 bloků s násobičkami, jejichž počet je pro design vytvořený v této 
práci velice důležitý, pokud by totiž počet potřebných operací násobení byl větší, musely by 
se pro zbývající operace využít LUT prvky, což by vedlo ke zpomalení obvodu a snížení 
maximální dosažitelné frekvence. 
 
Obr. 3.2 Vývojová deska MEMEC Virtex-II V2MB1000 [7] 
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3.1.2 Analogový modul P160 
Systémová deska poskytuje připojení rozšiřujícího analogového modulu pomocí 
konektorů typu P160. Tento modul je vybaven dvěma 12-bitovými 53 MSa/s A/D převodníky 
a dvěma 12-bitovými 165 MSa/s D/A převodníky. Rozmístění analogových a digitálních 
vstupů a výstupů a zapojení dalších částí na tomto modulu je zobrazeno na obrázku 3.3. 
 
Obr. 3.3 Rozšiřující Analogový modul P160 [8] 
A/D převodníky 
A/D převodníky jsou od firmy Texas Instruments typu ADS807 a poskytují převod 
signálu s rozlišením 12 bitů a maximální vzorkovací frekvencí až 53 MSa/s. Napětí signálů na 
vstupu analogového modulu může být maximálně 1 VP-P (pro FSSEL = Low) a 1,5 VP-P (pro 
FSSEL = High). 
Oba převodníky ADC jsou propojeny se systémovou deskou pomocí konektoru JX1 typu 
P160, jednotlivé piny převodníků odpovídají příslušným pinům obvodu FPGA. Přehled 
požívaných pinů je uveden v tabulkách 1 a 2.  
 
ADC #1 P160 konektor ADC #2 P160 konektor 
Signál 
JX1 PIN FPGA PIN JX1 PIN FPGA PIN 
FSSEL B27 G20 B9 L21 
REFSEL B25 J19 B23 K20 
OTR B26 H19 B8 L22 
CLK B40 B10 B22 K18 
Tabulka 1. Řídicí piny  konektoru JX1 
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ADC #1 P160 konektor ADC #2 P160 konektor 
Signál 
JX1 PIN FPGA PIN JX1 PIN FPGA PIN 
DB1 (MSB) B28 E19 B10 K21 
DB2 B29 E20 B11 J22 
DB3 B30 L17 B12 H22 
DB4 B31 K17 B13 H21 
DB5 B32 J17 B14 G21 
DB6 B33 J18 A25 H20 
DB7 B34 H18 B16 E22 
DB8 B35 G18 B17 E21 
DB9 B36 F18 A27 G19 
DB10 B37 E18 B19 C22 
DB11 B38 E11 B20 L18 
DB12 (LSB) B39 A10 B21 L19 
Tabulka 2. Datové piny  konektoru JX1 
 
Datový formát digitálního signálu na výstupu A/D převodníku je kladný binární kód bez 
znaménka (tabulka 3) a je tedy nutné hodnoty přepočítat na dvojkový doplněk, čehož 
dosáhneme negováním nejvýznamnějšího bitu (MSB). 
 
ADC vstup Binární kód          bez znaménka Dvojkový doplněk 
+ 0,5 V 1111 1111 1111 0111 1111 1111 
0 V 1000 0000 0000 0000 0000 0000 
- 0,5 V 0000 0000 0000 1000 000  0000 
Tabulka 3. Vstupní hodnoty FPGA obvodu po A/D převodu 
 
D/A převodníky 
D/A převodníky jsou od firmy Texas Instruments typu DAC902, převádí 12 bitový signál 
s rychlostí až 165 MSa/s. Oba převodníky DAC jsou propojeny se systémovou deskou 
pomocí konektoru JX2 typu P160, jednotlivé piny převodníků odpovídají příslušným pinům 
obvodu FPGA. Přehled požívaných pinů je uveden v tabulkách 4 a 5.  
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DAC #1 P160 konektor DAC #2 P160 konektor 
Signál 
JX2 PIN FPGA PIN JX2 PIN FPGA PIN 
REFSELECT A25 U12 A5 AB17 
PD A24 AA9 A4 AB16 
CLK1 A40 AA5 A21 U14 
CLK2 A23 U13 A3 AA17 
Tabulka 4. Řídicí piny  konektoru JX2 
DAC #1 P160 konektor DAC #2 P160 konektor 
Signál 
JX2 PIN FPGA PIN JX2 PIN FPGA PIN 
DB1 (MSB) A39 V6 A19 V14 
DB2 A38 AB5 A18 AA12 
DB3 A37 V7 A17 W15 
DB4 A36 AA6 A16 AB13 
DB5 A35 V8 A15 V16 
DB6 A34 AB6 A14 AA13 
DB7 A33 V9 A13 Y16 
DB8 A32 AA7 A12 AB14 
DB9 A31 U9 A11 W16 
DB10 A30 AB7 A10 AA14 
DB11 A29 U10 A9 Y17 
DB12 (LSB) A28 AA8 A8 AB15 
Tabulka 5. Datové piny  konektoru JX2 
Hodnoty signálu před D/A převodem je třeba přepočítat zpět z dvojkového doplňku na 
hodnoty bez znaménka, operace se provede opět negováním nejvýznamnějšího bitu (MSB). 
Datové hodnoty signálu na vstupu D/A převodníku a výstupní napěťové úrovně jsou 
znázorněny v následující tabulce. 
 
Dvojkový doplněk Binární kód           bez znaménka DAC výstup 
0111 1111 1111 1111 1111 1111 3,5 V 
0000 0000 0000 1000 0000 0000 2,5 V 
1000 000  0000 0000 0000 0000 1,5 V 
Tabulka 6. Vstupní data pro DAC 
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3.2 Návrh simulátoru únikového kanálu 
Návrh simulátoru únikového kanálu v obvodu FPGA vychází z modelu kanálu 
vytvořeného a odzkoušeného v prostředí MATLAB. Design únikového kanálu vytvořený 
v jazyku VHDL tedy realizuje funkci zmíněného modelu. Správná funkce  vytvořeného 
designu se ověřuje pomocí virtuálního prostředí, tzv. Test Benche. Vstupní signály do Test 
Benche jsou vygenerovány v programu MATLAB. Tyto signály jsou při simulaci posílány na 
vstupní porty komponenty únikového kanálu. Po simulaci je průběh výstupních signálů 
zobrazen spolu s ostatními důležitými signály a je možné srovnat dosažené hodnoty 
výstupních signálů s očekávanými hodnotami signálu simulovaného v prostředí MATLAB. 
Následně je provedena syntéza a implementace funkčního designu únikového kanálu do 





Obr. 3.4 Model návrhového procesu 
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 Vstupní a výstupní signály obvodu FPGA na systémové desce jsou zpracovány 
v rozšiřujícím analogovém modulu. Generování a zpracování signálů probíhá v prostředí 
MATLAB v osobním počítači PC, který je s analogovým modulem propojen pomocí karty 
s D/A a A/D převodníky. 
Při návrhu simulátoru únikového kanálu byla využita řada pomocných programů. Design 
kanálu v jazyku VHDL byl napsán pomocí programu Emacs, simulace a testování správné 
funkce designu bylo provedeno v programu ModelSim PE Student Edition. Pro generování 
vstupních signálů a následné zpracování výstupních signálů bylo použito programové 
prostředí MATLAB. 
3.2.1 Návrh systému 
Prvním krokem při návrhu každého projektu je vždy specifikace funkce. Nejprve je tedy 
nutné specifikovat vlastnosti a požadavky kladené na chování navrhovaného obvodu. Obvod 
bude pracovat s náběžnou hranou hodin (aktivní hrana), zvolená hodinová frekvence je 
50 MHz. Asynchronní reset (aktivní v log. 0) vynuluje stav všech registrů. Uvolnění resetu je 
již ošetřeno a synchronizováno s aktivní hranou hodin. Bitové rozlišení vstupních signálů je 
limitováno přesností vstupních převodníků analogového modulu (12 bitů). 
Při výběru cílového obvodu bylo nejdůležitějším požadavkem možnost připojení 
vnějších zařízení pro ověření činnosti navrženého simulátoru. Nejlepší volbou byl vývojový 
kit MEMEC Virtex-II V2MB1000, kterým je vybavena školní laboratoř. Systémová deska je 
osazena čipem XC2V1000-4FG456C od firmy Xilinx a umožňuje připojení rozšiřovacího 
Analogového modulu P160, pomocí kterého budou připojeny vstupní a výstupní signály 
obvodu. 
3.2.2 Kódování návrhu 
Návrh únikového kanálu vychází z principu TDL modelu popsaného v kapitole 1.3.1. Po 
dohodě s vedoucím diplomové práce bylo pro simulaci zvoleno únikové prostředí typu 
Vehicular s charakteristickou impulsní charakteristikou [4], přímou rádiovou cestou a bez 
dopplerovského posuvu. Pro simulaci byl zvolen vstupní QPSK signál v základním pásmu. 
Jak bylo popsáno výše, TDL model únikového kanálu představuje filtr s konečnou impulsní 
odezvou s časově proměnnou komplexní impulsní charakteristikou (obr. 1.8). Jelikož jsou 
vstupní signál i koeficienty filtru komplexní, je pro návrh kanálu v jazyku VHDL nutné 
rozdělit tyto signály na reálnou a imaginární část. Výstupní signál kanálu bude tedy také 
rozdělen na reálnou a imaginární složku. Komplexní hodnoty koeficientů filtru odpovídají 
průběhu dané impulsní charakteristiky pro příslušnou hodnotu zpoždění. 
Pro kódování designu v jazyku VHDL byl zvolen textový editor Emacs. V definici entity 
modelu kanálu jsou zadány všechny vstupní a výstupní porty obvodu. Mezi vstupní signály 
patří reálná a imaginární složka vstupního datového signálu, interní hodinový signál, signály 
indikující přetečení rozsahu vstupního signálu v A/D převodníku a signál resetu. Na výstupu 
jsou kromě reálné a imaginární složky výstupního datového signálu také řídicí signály pro 
A/D a D/A převodníky analogového modulu a signály ovládající LED diodu a určité 
segmenty displeje pro indikaci aktivního resetu a přetečení rozsahu vstupního datového 
signálu v A/D převodnících. Principielní schéma funkce modelu únikového kanálu v obvodu 
FPGA a jeho schématická značka jsou zobrazeny na obr. 3.5 a obr. 3.7. 
Pro generování hodinového signálu se využívá 100 MHz oscilátor na systémové desce. 
Tento signál je přiveden do FPGA obvodu přes vstupní pin B11. V designu modelu kanálu se 
tento 100 MHz signál vydělí dvěma (proces clock) a tím se získá požadovaný hodinový signál 
50 MHz. Tento hodinový signál je využit i pro řízení A/D a D/A převodníků. 
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Obr. 3.5 Schéma modelu kanálu v obvodu FPGA 
Synchronizace resetu 
FPGA obvod se uvede do stavu resetu asynchronně pomocí uživatelsky definovaného 
tlačítka SW3, signál resetu je aktivní v log. 0 (signál RST_N) a do obvodu je přiveden přes pin 
B6. Popis synchronizace resetu je znázorněn na obr. 3.6. Externí resetovací signál 
asynchronně nuluje pár klopných obvodů hlavního resetu (Master Reset), který pro změnu 
vytváří signál hlavního resetu a asynchronně tak nuluje zbytek klopných obvodů v designu. 
Uvolněním resetovacího tlačítka se deaktivuje resetovací signál, který následně s hodinovým 
signálem umožní přepsání vstupní hodnoty prvního registru hlavního resetu (který je vázán na 
log. 1) na výstup synchronizačního obvodu. Obvykle trvá dvě aktivní hrany hodinového 
signálu po odstranění resetu než dojde k synchronizovanému odstranění hlavního resetu. 
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Obr. 3.6 Synchronizace resetu [9] 
 
V dalším procesu (input_register) dochází s náběžnou hranou hodinového signálu k 
načtení hodnoty vzorků vstupních datových signálů. Dále se také vytvoří zbývající řídicí 
signály pro A/D a D/A převodníky. Komplexní koeficienty filtru jsou pevně zadány v 
proměnných coef_real a coef_imag, které se deklarují v souboru channel_pkg.vhd spolu s 
hodnotou I určující počet větví filtru a bitovou šířkou vzorku vstupního signálu N. Tento 
soubor se následně přidá do designu jako knihovna. 
Vlastní realizace násobení vstupního komplexního signálu s komplexními hodnotami 
koeficientů filtru je popsána následující matematickou funkcí: 
( ) ( ) ( )






    ,          (3.1) 
kde yR a yI jsou reálná a imaginární složka výstupního signálu, xR a xI jsou složky vstupního 
signálu a cR a cI složky koeficientů filtru. Před touto operací násobení je nutné ještě upravit 
hodnoty vstupních vzorků a přepočítat je na dvojkový doplněk (viz. tab. 3), protože po A/D 
převodu jsou vzorky v datovém formátu typu kladného binárního kódu bez znaménka. 
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Obr. 3.7 Schématická značka modelu 
kanálu (channel) 
 
Obr. 3.8 Schématická značka komponenty 
adder
Na závěr procesu násobení se provede zabezpečení proti přetečení při následném sčítání 
vzorků výstupního signálu z jednotlivých větví modelu kanálu. Toto zabezpečení spočívá ve 
vydělení hodnoty vzorku dvěmi a provede se posunutím všech bitů každého vzorku o jedno 
místo směrem k LSB a současným ponecháním znaménka (zkopírování MSB na původní 
pozici). 
Výstupní signály jednotlivých větví modelu kanálu se postupně sčítají v komponentě 
adder. Schématická značka této komponenty a její struktura jsou zobrazeny na obr. 3.8 
a obr. 3.9. Vložením registrů pipeline mezi jednotlivé jednoduché sčítačky se zvýší rychlost 
celého obvodu. Bez těchto úprav by bylo zpoždění signálu procházející přes sčítačky příliš 
velké. Současně se také před každou operací sčítání opět vydělí hodnoty vzorků dvěmi 
z důvodu zabezpečení proti možnému přetečení. 
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Obr. 3.9 Struktura komponenty adder 
Hodnoty vzorků výstupních signálů je třeba před vstupem do D/A převodníků převést z 
dvojkového doplňku do kladného binárního kódu bez znaménka (viz. tab. 6). Toto 
přizpůsobení se provede pomocí komponenty adjust (obr. 3.10). V této komponentě se 
porovnává znaménko a pokud je hodnota vzorku kladná, přičte se k ní číslo 2048. Pokud je 
hodnota vzorku záporná, číslo 2048 se odečte.  
 
Obr. 3.10 Schématická značka komponenty adjust 
Na závěr se přizpůsobený signál přivádí na odpovídající datové piny, které jsou 
propojeny přes konektor P160 na D/A převodník v analogovém modulu. 
Omezení a možnosti modifikace návrhu 
Návrh realizovaného simulátoru je omezen vybraným typem únikového kanálu 
(Vehicular) a bitovým rozlišením převodníků (12 bitů). Tento model kanálu je navržen pro 16 
koeficientů. Použitý hodinový signál je 50 MHz. Pokud by bylo potřeba vybrat jiný typ 
únikového kanálu a tedy i jiný (tzn. větší) počet koeficientů než 16, bylo by nutné rozšířit 
použitou komponentu adder.vhd o další větve (počet větví buď 2, 4, 8, 16, 32, 64...), ve 
kterých se sčítají jednotlivé příspěvky výstupního signálu. A zadat nové koeficienty v souboru 
channel_pkg.vhd. 
  34 
3.2.3 Verifikace - Test Bench 
Během programování modelu únikového kanálu je nutné ověřit správnou funkci designu, 
což se provádí pomocí verifikačního prostředí (testbench). Testbench je systém napsaný 
v jazyce HDL, který instancuje verifikovaný obvod (Device Under Test - DUT), aplikuje 
požadované vstupní signály a vyhodnocuje výstupní signály obvodu. Simualce návrhu 
designu zapsaného v kódu HDL probíhá na úrovni abstrakce RTL. Prováděná simulace 
nerespektuje reálná zpoždění na jednotlivých prvcích logiky, ale je velmi rychlá. Simulace 
RTL je vhodná pro ověření správné funkce RTL popisu designu. Výhodou je snadné ověření, 
zda je kód funkčně správně a obvod reaguje podle požadavků. Není ovšem možné ověřit 
korektnost interního časování (zpoždění na kombinačních prvcích apod.). Výsledné časové 
parametry obvodu je nutné zkontrolovat až při implementaci do cílového obvodu. S verifikací 
obvodu je nutné počítat už během plánování projektu, čas strávený verifikací je dokonce větší 
než čas, který zabere návrh samotného obvodu. 
Ze strukturálního hlediska je testbench top-level entitou, která instancuje design 
únikového kanálu jako komponentu. Testbench nemá žádné vstupní nebo výstupní porty. 
Vstupy testovaného obvodu se řídí pomocí signálů, které jsou načítány s náběžnou hranou 
hodinového signálu z textových souborů. Hodnoty výstupních signálů testovaného obvodu se 
porovnávají s hodnotami referenčních signálů, které jsou také načítány z textových souborů 
vytvořených v prostředí MATLAB. Pro zkontrolování výsledků simulace je možno využít 
příkazu assert. Rozdíl výstupních a referenčních signálů se porovnává s určitou prahovou 
hodnotou, na základě které je možné rozhodnout o správné funkčnosti obvodu. Výstupní 
signály lze uložit do textových souborů pro možné další zpracování. Celkový popis a funkce 
testbenche je znázorněna na obrázku 3.11, výpis souboru tbench.vhd je uveden v příloze B1. 
 
 
Obr. 3.11 Popis funkce Test Benche 
Výsledky simulace je možné graficky zobrazit pomocí programu ModelSim v okně 
Wave. Na obrázku 3.12 jsou přehledně zobrazeny průběhy sledovaných signálů. V horní části 
je hodinový signál CLK, master reset MRST a signál End_Of_File, který signalizuje konec 
souboru vstupních dat. Dále jsou zobrazeny průběhy vstupních a výstupních signálů v obou 
větvích modelu únikového kanálu. Z průběhů je patrné zpoždění vzorků při průchodu ze 
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vstupu na výstup modelu kanálu. Velikost zpoždění je dána počtem registrů, kterými vzorek 
v obvodu projde. Hodnota zpoždění je 25 hodinových taktů. 
 
Obr. 3.12 Vstupní a výstupní signály modelu při simulaci 
Na obrázku 3.13 je zobrazen vstupní signál v reálné větvi obvodu a srovnání průběhů 
výstupního signálu s referenčním signálem ze simulace v prostředí MATLAB a jejich rozdíl. 
 
Obr. 3.13 Srovnání výstupních signálů při simulaci v FPGA a v prostředí MATLAB 
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3.2.4 Implementace 
Dalším krokem je konverze popisu RTL HDL do konfiguračních dat pro 
programovatelné hradlové pole. Proces implementace se skládá z několika kroků [10]: 
Syntéza (Synthesis) 
Obecně se jedná o proces konverze popisu systému na vyšší úrovni abstrakce na nižší 
úroveň abstrakce. V případě syntézy RTL se hovoří o konverzi kódu RTL HDL zapsaného 
pomocí syntetizovatelné podmnožiny jazyka do seznamu logických prvků a jejich 
vzájemného propojení (netlist). Přitom jsou detekovány ve zdrojovém kódu registry a 
kombinační logika, rozpoznány speciální struktury (např. násobičky, sčítačky). Dále dochází 
k odstranění nepoužité logiky a dalším optimalizacím návrhu. Kromě kódu HDL je proces 
syntézy řízen ještě technologickou knihovnou a tzv. constraints (omezení). Technologická 
knihovna obsahuje popisy funkcí, časování a další důležité parametry všech prvků dostupných 
ve zvoleném typu obvodu FPGA. Constraints vytváří návrhář obvodu a jejich prostřednictvím 
definuje různé klíčové parametry, např. očekávanou maximální hodinovou frekvenci, na které 
má obvod pracovat, nebo mapování vstupů a výstupů návrhu na skutečné piny obvodu FPGA. 
Mapování na technologii (Mapping) 
Obecně se jedná o konverzi technologicky nezávislého netlistu do buněk dané 
technologie. U FPGA toto provádí vlastní syntézní nástroj. Další funkcí mapování je 
seskupování LUT, registrů a dalších logických prvků do řezů obvodu. Současně jsou 
prováděny další jednodušší optimalizace obvodu, odstranění případné zbývající nepoužité 
logiky apod. 
Rozmístění a propojení (Place & Route)  
Schéma obvodu je namapováno („zobrazeno“) do matice obvodu FPGA. V prvním kroku 
rozmístění jsou jednotlivé logické prvky umístěny do matice obvodu a jejich pozice je 
zafixována. V druhém kroku propojení jsou postupně probírány jednotlivé spoje mezi prvky 
v obvodu a jsou identifikovány vhodné propojovací struktury v matici hradlového pole a 
postupně zafixovány jednotlivé spoje. Poté co je obvod syntetizován a je proveden odhad 
budoucího rozmístění a propojení jsou na jeho základě vypočteny zpřesněné odhady zpoždění 
jednotlivých kombinačních cest. 
 
Pro implementaci návrhu modelu únikového kanál v této diplomové práci bylo použito 
prostředí Xilinx ISE Foundation. Výsledné parametry rozmístěného a propojeného obvodu po 




zdrojů Využito v % 
řez 1015 5120 19 
klopný obvod 1913 10240 18 
LUT 591 10240 5 
násobička MULT18X18 18 40 45 
hodinový signál GCLK 2 16 12 
max. hodinová frekvence 90.273 MHz 
Tabulka 7. Parametry rozmístěného a propojeného obvodu po syntéze 
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Obr. 3.14 Zaplnění obvodu FPGA 
3.2.5 Konfigurace FPGA 
Posledním krokem návrhového procesu je konfigurace programovatelného hradlového 
pole. Vývojová deska se propojí s počítačem pomocí standardního JTAG kabelu. Na obr. 3.15 
je uvedeno zapojení a označení pinů JTAG konektoru na vývojové desce Virtex-II. 
V prostředí Xilinx ISE Foundation se vygeneruje programovací soubor s bitovým tokem a 
pomocí modulu ISE iMPACT se nakonfiguruje cílový obvod FPGA. 
 
Obr. 3.15 Zapojení JTAG konektoru [7] 
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3.3 Ověření simulátoru únikového kanálu 
Po vytvoření návrhu modelu únikového kanálu a jeho naprogramování do obvodu FPGA 
je potřeba ověřit funkčnost celého simulátoru. Pro generování vstupních signálů poslouží 
osobní počítač PC s výpočetním prostředím MATLAB, ve kterém se vygeneruje náhodný 
QPSK signál. Tento signál se rozdělí na reálnou a imaginární část, které se poté odděleně 
vysílají pomocí výstupní D/A karty z počítače na vývojovou desku s naprogramovaným 
obvodem FPGA. Signály procházejí přes A/D převodníky v analogovém modulu a následně 
vstupují do obvodu FPGA s naprogramovaným modelem únikového kanálu. Reálná a 
imaginární část výstupního signálu modelu kanálu je opět zpracována v analogovém modulu a 
přes D/A převodníky jsou tyto signály vysílány zpět do počítače. Pomocí vzorkovací A/D 
karty jsou signály převedeny do počítače a ve výpočetním prostředí MATLAB jsou 
navzorkované signály uloženy a je možné je dále zpracovávat. Blokové schéma systému pro 
ověření funkce celého simulátoru je znázorněno na obr. 3.16. 
 
Obr. 3.16 Blokové schéma pro ověření simulátoru únikového kanálu 
Pro vysílání vygenerovaného signálu z MATLABu je počítač vybaven výstupní kartou 
s D/A převodníky typu CompuGen 4300 [11]. Tato karta má 4 výstupní kanály, vnitřní paměť 
4M vzorků (1M na kanál), 12-bitové rozlišení (4096 úrovní) a rychlost převodu až 300MS/s 
(v tomto projektu použito 150MSa/s). Výstupní signál z obvodu FPGA a analogového 
modulu je zpracován vzorkovací A/D kartou GaGe CompuScope 1250 [12]. A/D převodníky 
mají také 12-bitové rozlišení, při využití obou kanálů je vzorkovací frekvece 25 MSa/s na 
kanál a šířka pásma 25 MHz. 
Převzorkování uloženého signálu na délku odpovídající délce signálu ze simulace v 
MATLABu se provádí ručně. Pomocí známé datové posloupnosti, která se vysílá spolu 
s náhodně vygenerovanými daty se zjistí rozdíl počtu vzorků signálu z FPGA a MATLABu a 
podle odpovídajícího poměru se signál z FPGA převzorkuje. 
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4 SROVNÁNÍ VÝSLEDKŮ SIMULACE 
Z MATLABU A OBVODU FPGA 
4.1 Zpracování výsledků 
Při ověřování funkčnosti navrženého simulátoru únikového kanálu byl výstupní signál 
z obvodu FPGA navzorkován do osobního počítače PC a dále zpracován ve výpočetním 
prostředí MATLAB. 
Vlastnosti výstupního signálu jsou prezentovány jednak zobrazením průběhu signálu 
(jeho reálné a imaginární části) v časové oblasti, dále pomocí spektra signálu, zobrazením 
průběhu signálu v konstelačním diagramu a pomocí tzv. diagramu oka. Vliv realizovaného 
únikového kanálu v obvodu FPGA na vstupní QPSK signál je analyzován srovnáním 
výstupních signálů ze simulace v FPGA a ze simulace v prostředí MATLAB s modelem 
kanálu se stejnými parametry jako v FPGA. Tento model kanálu představuje únikové 
prostředí typu Vehicular s typickou impulsní odezvou (obr. 4.1) podle doporučení z použité 
literatury [5]. TDL model kanálu ze kterého simulace vycházejí je zobrazen v kapitole 1.3.1 
na obr. 1.8. Vzorkovací kmitočet vstupního QPSK signálu je 1 MHz a symbolová rychlost 
100 kb/s. 
 
Obr. 4.1 Typická impulsní odezva kanálu typu Vehicular 
 
Obr. 4.2 Reálná a imaginární část vstupního QPSK signálu 
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4.2 Časový průběh signálů 
Při vysílání vstupního signálu z počítače přes kartu s D/A převodníkem a zpětným 
navzorkováním výstupního signálu z obvodu FPGA dochází k převzorkování signálu a před 
zpracováním a srovnáním výsledků je třeba tuto změnu kompenzovat opět vhodným 
převzorkováním.  
 
Obr. 4.3 Srovnání časových průběhů výstupních signálů ze simulace v MATLABu a FPGA 
Při detailnějším srovnání lze zjistit, že imaginární části výstupních signálů se vzájemně 
liší více než reálné části. 
4.3 Zobrazení konstelačních diagramů 
Z průběhů výstupních signálu v konstelačním diagramu je patrný rozptyl hodnot signálu 
v rozhodovacích úrovních vlivem průchodu signálu únikovým kanálem. V případě výstupního 
signálu z obvodu FPGA je navíc dobře vidět kvantizační zkreslení způsubené vzorkováním 
signálu při A/D převodu a větší rozptyl hodnot ve srovnání se signálem ze simulace 
v MATLABu. 
 
Obr. 4.4 Průběh vstupního a výstupního signálu v konstelačním diagramu 
  41 
4.4 Zobrazení spektra 
Rozšíření spektra výstupního signálu z obvodu FPGA je způsobeno aditivním šumem, který 
postihuje signál vlivem kvantizačního zkreslením při vzorkování A/D převodníky a filtrací při 
převzorkování zpracovávaného signálu v počítači v programu MATLAB. 
 
Obr. 4.5 Spektrum vstupního a výstupního signálu únikového kanálu 
4.5 Zobrazení diagramu oka 
Diagram oka znázorňuje průchod signálu rozhodovacími úrovněmi. Otevření oka 
charakterizuje vzdálenost mezi úrovní log1 a log0. Čím je otevření větší, tím je 
pravděpodobnost vzájemné záměny log1 a log0 menší. Vliv únikového kanálu na signál se 
projeví právě přivřením oka a zvýšením pravděpodobnosti chybné detekce symbolů. Větší 
zkreslení výstupního signálu z FPGA oproti signálu ze simulace v MATLABu je způsobeno 
také omezeným bitovým rozlišením hodnot vzorků v obvodu FPGA (12 bitů).  
 
                 a) 
 
        b) 
 
       c) 
Obr. 4.6 Diagram oka: a) vstupní signál, b) výstupní signál z MATLABu, 
c) výstupní signál z FPGA 
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ZÁVĚR 
Tématem této diplomové práce je návrh hardwarového simulátoru rádiového únikového 
kanálu. V první části byla zpracována teorie pojednávající o vlastnostech a způsobech 
modelování časově proměnných vícecestných rádiových kanálů. Byl také uveden 
matematický popis a model kanálu, na jehož principu je založen návrh simulátoru. Ve druhé 
části byla provedena simulace únikového kanálu ve výpočetním prostředí MATLAB a byly 
prezentovány výsledky popisující vliv různých únikových prostředí na komunikační signály. 
Hlavní realizace navrženého simulátoru v programovatelném obvodu FPGA pro vybraný 
únikový kanál byla zpracována ve třetí části. V poslední kapitole byly porovnány výsledky 
simulace provedené v MATLABu a v obvodu FPGA. 
Simulace vybraného únikového kanálu vychází z běžně užívaného tzv. TDL (Tapped 
Delay Line) modelu. Pro realizaci byl zvolen kanál s únikovým prostředím typu Vehicular 
s typickou impulsní odezvou (viz obr. 4.1) podle doporučení z použité literatury [5].  Jako 
vstupní signál byl použit signál QPSK, který byl generován pomocí počítače v programu 
MATLAB. Vzorkovací frekvence signálu byla 1 MHz a symbolová rychlost 100 kb/s. Při 
návrhu designu byl model kanálu rozdělen na dvě části – v jedné se zpracovává reálná složka 
QPSK signálu a ve druhé imaginární složka. Koeficienty modelu jsou také rozděleny na 
reálnou a imaginární část. 
Výsledkem této práce je návrh simulátoru vybraného únikového kanálu a jeho 
hardwarový popis pro implementaci do cílového obvodu FPGA. Výsledky implementace 
(využití zdrojů, max. hodinová frekvence) jsou uvedeny v tab. 7. Funkčnost navržené 
koncepce byla nejprve ověřena simulací pomocí testbenche, který je popsán v kapitole 3.2.3. 
Následné testování na vývojové desce potvrdilo funkčnost v reálném prostředí. 
Pro ověření funkčnosti byl použit systém popsaný na obr. 3.16. Reálná a imaginární část 
vstupního signálu generovaného v osobním počítači je vysílána odděleně dvěma kanály. Tyto 
signály jsou přes výstupní D/A kartu přivedeny z počítače na vývojovou desku na vstupní 
A/D převodníky analogového modulu. Po průchodu modelem kanálu v obvodu FPGA jsou 
signály vedeny zpět přes D/A převodníky analogového modulu a dále navzorkovány přes A/D 
převodníkovou kartu do počítače. Uložené signály jsou zpracovány ve výpočetním prostředí 
MATLAB. 
Pro vyhodnocení vlivu únikového kanálu realizovaného v obvodu FPGA je výstupní 
signál porovnán s výstupním signálem ze simulace stejného modelu kanálu v programu 
MATLAB. Výstupní signál ze simulace v obvodu FPGA je postižen kvantizačním zkreslením 
a přesnost jeho hodnot je limitována 12-bitovým rozlišením použitých převodníků. Z tohoto 
důvodu má signál z FPGA větší odchylky než signál ze simulace v MATLABu. Důvodem 
rozšíření spektra výstupního signálu je výše zmíněné kvantizační zkreslení a bitové rozlišení. 
Ze zobrazených konstelačních diagramů a diagramu oka je patrný větší rozptyl hodnot 
výstupního signálu při průchodu rozhodovacími úrovněmi. Srovnání výsledků je podrobněji 
rozebráno v kapitole 4.1. 
Návrh realizovaného simulátoru je omezen vybraným typem únikového kanálu a 
bitovým rozlišením převodníků (12 bitů). Tento model kanálu je navržen pro 16 koeficientů. 
Použitý hodinový signál je 50 MHz. Pokud by bylo potřeba vybrat jiný typ únikového kanálu 
a tedy i jiný (tzn. větší) počet koeficientů než 16, bylo by nutné rozšířit použitou komponentu 
adder.vhd o další větve (počet větví buď 2, 4, 8, 16, 32, 64...), ve kterých se sčítají jednotlivé 
příspěvky výstupního signálu. A zadat nové koeficienty v souboru channel_pkg.vhd. 
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SEZNAM ZKRATEK 
 
AWGN  aditivní bílý Gaussovský šum (Additive White Gaussian Noise) 
ADC analogově-digitální převodník (Analog to Digital Convertor) 
A/D  analogově-digitální převod (Analog to Digital conversion) 
BER  chybovost (Bit Error Ratio) 
CLK (Clock signal) 
DAC digitálně-analogový převodník (Digital to Analog Convertor) 
DDR  (Dual Data Rate) 
DUT (Device Under Test) 
D/A digitálně-analogový převod (Digital to Analog conversion) 
FIR filtr s konečnou impulsní odezvou (Finite Impulse Response) 
FPGA (Field Programmable Gate Array) 
FSSEL (Full Scale Select) 
GSM  (Global System for Mobile Communication, Groupe Spécial Mobile) 
ISI  mezisymbolové přeslechy (Intersymbol Interference) 
LOS  (Line Of Sight) 
LSB (Least Significant Bit) 
LUT (Look-Up-Table) 
MRST  (Master Reset) 
MSB (Most Significant Bit) 
OTR signál indikující přetečení A/D převodníku 
PC osobní počítač (Personal Computer) 
PD (Power Down) 
QPSK  čtyřstavové fázové klíčování (Quadrature Phase Shift Keying) 
REFSEL (Reference Select) 
RTL (Register Transfer Level) 
SDRAM (Synchronous Dynamic Random Access Memory) 
SNR  poměr výkonu signálu ku výkonu šumu (Signal to Noise Ratio) 
TDL  (Tapped Delay Line) 
VHDL (Very high speed integrated circuits Hardware Description Language) 
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A ZDROJOVÉ KÓDY PROGRAMU MATLAB 
A.1 fading.m 
 
% Simulátor rádiového únikového kanálu 
% Typ použité modulace: QPSK 
% Koncepce simulátoru vychází z TDL modelu 







t = cputime;            % časový průběh simulace 
 
% ---------------------- PARAMETRY SIMULACE ------------------------------- 
  
fvz = 5000e3;     % fvz - vzorkovací frekvence vstupního signálu 
fSymb = 100e3;    % fS - symbolová rychlost vstupního signálu 
N = 1000;         % N - počet bitů vstupního datového signálu 
% TDL Channel Type: 0 - Flat fading channel 1 - Typical urban, 
channel_type = 4; % 2 - Hilly terrain, 3 - Rural area, 4 - Vehicular, 
                  % 5 - Indoor to outdoor, 6 - Urban recomendation GSM05.05 
ricean_path = 1;  % Riceovo rozložení hodnot v první cestě (1=on, 0=off) 
Doppler_shift = 0;% realizace Dopp. posuvu (1 = s posuvem, 0 = bez posuvu) 
fd = 50;          % max. dopplerovský kmitočtový posuv [Hz] 
fvz_Dopp = 500;   % vzorkovací kmitočet Dopplerova filtru [Hz] 
max_SNR = 15;     % max. hodnota SNR pro výpočet BER 
loop = 5;         % počet opakování běhu programu pro výpočet BER 
    
% ---------------------- QPSK MODULACE ------------------------------------ 
  
% vygenerování pseudonáhodné datové posloupnosti o délce N bitů 
zprava = randsrc(1,N/2,[1,-1])+j*randsrc(1,N/2,[1,-1]); 
data = zeros(1,2*length(zprava)); 
data(1:2:end-1) = real(zprava)>= 0; 
data(2:2:end) = imag(zprava)>= 0; 
  
% modulace QPSK 
hrc = rcosine(fSymb,fvz,'sqrt',0.22,5); % Raised-Cosine filtr 
susI = upsample(real(zprava),fvz/fSymb); 
susQ = upsample(imag(zprava),fvz/fSymb); 
 
% signál na vstupu kanálu 
ch_input = filter(hrc,1,susI)+j*filter(hrc,1,susQ); 
  
% ---------------------- MODEL KANÁLU ------------------------------------- 
  
for SNR = 0:max_SNR 
    for i=1:loop 
        sig_AWGN = awgn(ch_input,SNR); % signál bez úniku 
        ch_output = channel_model(channel_type,ricean_path,... 
            Doppler_shift,fvz_Dopp,fd,fvz,ch_input,SNR); 
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        % ---------------------- QPSK DEMODULACE -------------------------- 
         
        dem_data_AWGN = QPSK_demod(fvz,fSymb,ch_input,sig_AWGN); 
        dem_data = QPSK_demod(fvz,fSymb,ch_input,ch_output); 
   
        % ---------------------- BER VÝPOČET ------------------------------ 
  
        BER_AWGNx(i,SNR+1) = chybovost(data,dem_data_AWGN); 
        BERx (i,SNR+1) = chybovost(data,dem_data); 
    end 
    BER_AWGN(1,SNR+1) = sum(BER_AWGNx(:,SNR+1))/i; 
    BER(1,SNR+1) = sum(BERx(:,SNR+1))/i; 
    temp(1,SNR+1) = SNR; 
    odpocet_SNR = max_SNR - SNR 
end 
SNR = temp; 
  
% ---------------------- ZOBRAZENÍ VÝSLEDKŮ ------------------------------- 
  





grid on;  
xlabel('SNR [dB]'); ylabel('BER [-]'); 
title('Zavislost BER na SNR'); 
legend('Fading channel','QPSK AWGN',3); 
  
TOTAL_time = ((cputime) - t)/60          % celkový čas simulace v minutách 
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A.2 dopplerfilter.m 
function [impresponse] = dopplerfilter(fd,fvz_Dopp) 
  
% Generovani impulsni charakteristiky dopplerovskeho filtru 
 
% impresponse - vysledna impulsni char. 
% fd - max. dopplerovsky kmitoctovy posuv 




n = fvz_Dopp/fd;   % pocet vzorku na periodu 
lengfft = 20*n - 1;  % pocet bodu DFT 
nnp = (lengfft+1)/n; % pocet nenulovych koeficientu frekvencni char. 
stepp = fd/nnp;   % kmitoctovy krok 
  
v = 0:stepp:fd-stepp; 
  
% vypocet funkce spektralni vykonove hustoty dopplerovskeho filtru 
for i=1:length(v)  
    S(i) = 1/(pi*fd*sqrt(1-(v(i)/fd)^2)); 
end; 
  
H = sqrt(S);  % frekvencni charakteristika filtru 
  
for i=1:length(H)-1 
    Hinv(i) = H(length(H)-i+1); 
end; 
  
H = [H zeros(1,lengfft-length(H)-length(Hinv)) Hinv]; % prerovnani pro FFT 
  
impresp = real(ifft(H));  % imp. char. filtru 
                          
impresponse = [impresp(((lengfft+1)/2)+1:lengfft)...  
    impresp(1:(lengfft+1)/2)]; % pravouhle okno 
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A.3 channel_model.m  
 
function [ch_output] = channel_model(channel_type,ricean_path,... 
    Doppler_shift,fvz_Dopp,fd,fvz,ch_input,snr); 
  
% Vstupní proměnné: 
% channel_type  - typ únikového prostředí 
% ricean_path   - kanál s riceovým charakterem (0/1) 
% Doppler_shift - realizace Dopp. posuvu (1 = s posuvem, 0 = bez posuvu) 
% fvz_Dopp      - vzorkovací kmitočet Dopplerova filtru [Hz] 
% fd            - max. dopplerovský kmitočtový posuv [Hz] 
% fvz           - vzorkovací frekvence vstupního signálu 
% ch_input      - signál na vstupu kanálu 
% snr           - maximání hodnota poměru SNR 
% ------------------------------------------- 
% ch_output     - výstupní signál kanálu 
  
% ---------------- VOLBA IMPULSNÍ CHARAKTERISTIKY KANÁLU ------------------ 
  
if channel_type == 0                    % Flat fading channel  
    impchannel = [1];                                               
end 
  
if channel_type == 1                    % Typical urban 
    impchannel = [1 0 0 0.8 zeros(1,6) 0.48 0 0 0 0 0 0.37... 
        zeros(1,8) 0.28];       
end 
  
if channel_type == 2                    % Hilly terrain 
    impchannel = [1 0.81 0.68 0.48 zeros(1,70) 0.48 zeros(1,10) 0.24];                  
end 
 
if channel_type == 3                    % Rural area 
    impchannel = [1 0.78 0 0.28 0.14];                                                  
end 
  
if channel_type == 4                    % Vehicular 
    impchannel = [1 0.89 0 0 0.35 0.316 0 0 0 0.18 0 0 0 0.1];                          
end 
  
if channel_type == 5                    % Indoor to outdoor 
    impchannel = [1 0.32 0.07];                           
end 
  
if channel_type == 6                    % Urban recomendation GSM05.05 
    impchannel = sqrt([0.5 1 0 0.63 0 0 0 0 0.25 0 0 0 0.16... 
        zeros(1,7) 0.1]);                           
end 
  
% pozice nenulových koeficientů 
nenul = find(impchannel); 
% obrácené časové pořadí (pro konvoluci) 
nenulinv = nenul(length(nenul):-1:1); 
  
M = length(nenul);                      % počet cest 
Q = length(impchannel);                 % délka imp. charakterisitky kanálu 
  50 
 if Doppler_shift == 0   % kanál bez Dopplerova posuvu 
     
    w = rand(1,M)/100 + j*rand(1,M)/100;    % generátor koeficientů modelu 
     
    if ricean_path == 1 
        w(1,1) = 1 + w(:,1);    % 1. sloupec Ricean, ostatní Rayleigh 
    end 
  
    h = zeros(size(w));         % vektor koeficientů TDL modelu 
    for i=1:M 
        h(:,i) = w(:,i); 
    end 
    D = size(h); 
    for n=1:D(1)                % vahování impulsní charakteristikou kanálu 
        h(n,:) = h(n,:).*impchannel([nenul]); 
    end 
    % konvoluce vstupního signálu s koeficienty cest 
    for k = 1:length(ch_input)-Q 
        y(k) = ch_input([nenulinv + (k-1)*ones(1,M)])*h'; 
%         y(k) = ch_input([nenulinv + (k-1)*ones(1,M)])*nenul'; 
    end 
    ch_output = y; 
    ch_output(:,end+1:length(ch_input)) = 0; 
    % aditivní šum na výstupu modelu kanálu 
    ch_output = awgn(ch_output,snr); 
     
else                        % kanál s Dopplerovým posuvem 
    % impulsní odezva Dopp.filtru 
    impresponse_fd = dopplerfilter(fd,fvz_Dopp); 
    L = length(ch_input) + length(impresponse_fd); 
  
    w = randn(L,M) + j*randn(L,M);  % AWGN generátor 
  
    if ricean_path == 1 
        w(:,1) = ones(L,1) + w(:,1);  % 1. sloupec Ricean, ostatní Rayleigh 
    end 
  
    h = zeros(size(w));               % matice koeficientů TDL modelu 
    for i=1:M 
        h(:,i) = (filter(impresponse_fd,1,w(:,i)'))'; 
    end 
    % odstranění přechodového děje po filtraci 
    h = h(length(impresponse_fd):L,:); 
  
    D = size(h); 
    for n=1:D(1)                % vahování impulsní charakteristikou kanálu 
        h(n,:) = h(n,:).*impchannel([nenul]); 
    end 
 
    % konvoluce vstupního signálu s maticí koeficientů 
    for k=1:length(ch_input)-Q 
        y(k) = ch_input([nenulinv + (k-1)*ones(1,M)])*h(k,:)'; 
    end 
  
    ch_output = y; 
    ch_output(:,end+1:length(ch_input)) = 0; 
    % aditivní šum na výstupu modelu kanálu 
    ch_output = awgn(ch_output,snr); 
end 
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A.4 QPSK_demod.m 
 
function [dem_data] = qpsk_demod(fvz,fSymb,ch_input,ch_output) 
  
% fvz       - vzorkovací frekvence 
% fSymb     - symbolová rychlost 
% ch_input  - signál na vstupu únikového kanálu 
% ch_output - signál na výstupu únikového kanálu 




% kompenzace signálu před demodulací 
[evm,C]=EVM_CALC(ch_input,ch_output); 
ch_output = ch_output/(C(1)+j*C(2)); 
  
% QPSK demodulace 
hrc = rcosine(fSymb,fvz,'sqrt',0.22,5); 
zpozd = 1+(length(hrc)-1)/2; 
filtered = filter(hrc,1,real(ch_output))+j*filter(hrc,1,imag(ch_output)); 
dem = filtered((zpozd-1)*2+1:fvz/fSymb:end); 
  
% detekce bitů po demodulaci 
dem_data = zeros(1,2*length(dem)); 
dem_data(1:2:(end-1)) = real(dem)>= 0; 
dem_data(2:2:(end)) = imag(dem)>= 0; 
A.5 chybovost.m 
 
function [BER] = chybovost(data,dem_data) 
  
% funkce pro výpočet chybovosti signálu po průchodu kanálem 
% data     - vstupní bitová posloupnost před modulací 




noe = sum(abs(data(1,1:length(dem_data))-dem_data)); 
nod = length(data); 
BER = noe / nod; 
























   
er=(Z/(PAR(1)+j*PAR(2))) - S; 
er=abs(er); 
er=sum(er.*er); 
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use work.channel_pkg.all;       -- načtení parametrů TDL  
--------------------------------------------------------------------------- 
-- TEST BENCH  pro ověření funkce kanálu 
-- -- Pozn. Při zobrazení výstupních signálů v programu ModelSim v okně  
-- Waveform bude zobrazen přizpůsobený výstupní signál pro převod DAC  
-- v analogovém modulu - tzn. hodnoty jsou přepočítané na kladný binární   
-- kód, ale zobrazení je pořád ve dvojkovém doplňku!!! -- 
--------------------------------------------------------------------------- 
 
entity tbench is 
end entity tbench; 
 
architecture tbench_channel of tbench is 
 
  -- Period constants 
  constant clk_period  : time   := 1 sec / 100e6; 
  constant clk2_period : time   := 1 sec / 50e6; 
  constant inputs_R    : string := "samples_in_R2.txt"; 
  constant inputs_I    : string := "samples_in_I2.txt"; 
  constant matlab_R    : string := "matlab_out_R.txt"; 
  constant matlab_I    : string := "matlab_out_I.txt"; 
  constant outputs_R   : string := "samples_out_R.txt"; 
  constant outputs_I   : string := "samples_out_I.txt"; 
 
  signal CLK100  : std_logic := '0';    -- hodinovy signal 
  signal clk50   : std_logic := '0';    -- hodinovy signal2 
  signal RST_N   : std_logic := '0';    -- reset 
  signal RST_LED : std_logic; 
 
  -- A/D converter #1 
  signal OVER_RANGE1     : std_logic := '0'; 
  signal OVER_RANGE1_LED : std_logic; 
  signal CLK_AD1         : std_logic; 
  signal OEN_AD1         : std_logic; 
  signal FSSEL_AD1       : std_logic; 
  signal REFSEL_AD1      : std_logic; 
 
  -- A/D converter #2 
  signal OVER_RANGE2     : std_logic := '0'; 
  signal OVER_RANGE2_LED : std_logic; 
  signal CLK_AD2         : std_logic; 
  signal OEN_AD2         : std_logic; 
  signal FSSEL_AD2       : std_logic; 
  signal REFSEL_AD2      : std_logic; 
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  -- D/A converter #1 
  signal CLK1_DAC1 : std_logic; 
  signal CLK2_DAC1 : std_logic; 
  signal REF_DAC1  : std_logic; 
  signal PD_DAC1   : std_logic; 
 
  -- D/A converter #1 
  signal CLK1_DAC2 : std_logic; 
  signal CLK2_DAC2 : std_logic; 
  signal REF_DAC2  : std_logic; 
  signal PD_DAC2   : std_logic; 
 
  -- Vstupní a výstupní signály 
  signal DATA_IN_R  : std_logic_vector(N-1 downto 0) := (others => '0'); 
  signal DATA_IN_I  : std_logic_vector(N-1 downto 0) := (others => '0'); 
  signal DATA_OUT_R : std_logic_vector(N-1 downto 0) := (others => '0'); 
  signal DATA_OUT_I : std_logic_vector(N-1 downto 0) := (others => '0'); 
 
  -- práh pro srovnání výstupních signálů 
  signal TRESHOLD_U : std_logic_vector(N-1 downto 0) := "000000010111"; 
  signal TRESHOLD_D : std_logic_vector(N-1 downto 0) := "111111101010"; 
 
  -- Referenční a rozdílový signál 
  signal MAT_OUT_R : std_logic_vector(N-1 downto 0) := (others => '0'); 
  signal MAT_OUT_I : std_logic_vector(N-1 downto 0) := (others => '0'); 
  signal DIFF_R    : std_logic_vector(N-1 downto 0) := (others => '0'); 
  signal DIFF_I    : std_logic_vector(N-1 downto 0) := (others => '0'); 
 
  signal eof  : std_logic := '0';       -- end of file 
  signal stop : std_logic := '0';       -- end of simulation 
  signal done : std_logic := '0';       -- asserted when simulation is done 
 
  component channel 
    port ( 
      CLK100          : in  std_logic;  -- clock 100 MHz 
      RST_N           : in  std_logic;  -- reset 
      RST_LED         : out std_logic; 
      OVER_RANGE1     : in  std_logic; 
      OVER_RANGE1_LED : out std_logic; 
      CLK_AD1         : out std_logic; 
      OEN_AD1         : out std_logic; 
      FSSEL_AD1       : out std_logic; 
      REFSEL_AD1      : out std_logic; 
      OVER_RANGE2     : in  std_logic; 
      OVER_RANGE2_LED : out std_logic; 
      CLK_AD2         : out std_logic; 
      OEN_AD2         : out std_logic; 
      FSSEL_AD2       : out std_logic; 
      REFSEL_AD2      : out std_logic; 
      CLK1_DAC1       : out std_logic; 
      CLK2_DAC1       : out std_logic; 
      REF_DAC1        : out std_logic; 
      PD_DAC1         : out std_logic; 
      CLK1_DAC2       : out std_logic; 
      CLK2_DAC2       : out std_logic; 
      REF_DAC2        : out std_logic; 
      PD_DAC2         : out std_logic; 
 
      DATA_IN_R  : in  std_logic_vector(N-1 downto 0); 
      DATA_IN_I  : in  std_logic_vector(N-1 downto 0); 
      DATA_OUT_R : out std_logic_vector(N-1 downto 0); 
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      DATA_OUT_I : out std_logic_vector(N-1 downto 0) 
      ); 
  end component; 
 
begin 
  channel_dut : channel 
    port map ( 
      CLK100          => CLK100, 
      RST_N           => RST_N, 
      RST_LED         => RST_LED, 
      OVER_RANGE1     => OVER_RANGE1, 
      OVER_RANGE1_LED => OVER_RANGE1_LED, 
      CLK_AD1         => CLK_AD1, 
      OEN_AD1         => OEN_AD1, 
      FSSEL_AD1       => FSSEL_AD1, 
      REFSEL_AD1      => REFSEL_AD1, 
      OVER_RANGE2     => OVER_RANGE2, 
      OVER_RANGE2_LED => OVER_RANGE2_LED, 
      CLK_AD2         => CLK_AD2, 
      OEN_AD2         => OEN_AD2, 
      FSSEL_AD2       => FSSEL_AD2, 
      REFSEL_AD2      => REFSEL_AD2, 
      CLK1_DAC1       => CLK1_DAC1, 
      CLK2_DAC1       => CLK2_DAC1, 
      REF_DAC1        => REF_DAC1, 
      PD_DAC1         => PD_DAC1, 
      CLK1_DAC2       => CLK1_DAC2, 
      CLK2_DAC2       => CLK2_DAC2, 
      REF_DAC2        => REF_DAC2, 
      PD_DAC2         => PD_DAC2, 
      DATA_IN_R       => DATA_IN_R, 
      DATA_IN_I       => DATA_IN_I, 
      DATA_OUT_R      => DATA_OUT_R, 
      DATA_OUT_I      => DATA_OUT_I 
      ); 
 
  CLK100 <= not CLK100 after clk_period / 2  when done = '0'; 
  clk50  <= not clk50  after clk2_period / 2 when done = '0'; 
  done   <= eof or stop; 
 
  rizeni : process (clk50) 
    variable index     : integer := 0; 
    variable latence   : integer := 25;  -- clock delay of output samples 
    variable latence_M : integer := 23;  -- clock delay of MATLAB samples 
 
    variable buff_in_R  : line; 
    variable buff_in_I  : line; 
    variable buff_mat_R : line; 
    variable buff_mat_I : line; 
    variable buff_out_R : line; 
    variable buff_out_I : line; 
 
    variable bit_data_R  : bit_vector(N-1 downto 0); 
    variable bit_data_I  : bit_vector(N-1 downto 0); 
    variable bit_mat_R   : bit_vector(N-1 downto 0); 
    variable bit_mat_I   : bit_vector(N-1 downto 0); 
    variable vect_data_R : bit_vector(N-1 downto 0); 
    variable vect_data_I : bit_vector(N-1 downto 0); 
 
    file input_R_samples  : text open read_mode is inputs_R; 
    file input_I_samples  : text open read_mode is inputs_I; 
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    file matlab_R_samples : text open read_mode is matlab_R; 
    file matlab_I_samples : text open read_mode is matlab_I; 
    file output_R_samples : text open write_mode is outputs_R; 
    file output_I_samples : text open write_mode is outputs_I; 
     
  begin 
    if rising_edge(clk50) then 
      if now < 100 ns then 
        RST_N     <= '0'; 
        stop      <= '0'; 
        DATA_IN_R <= (others => '0'); 
        DATA_IN_I <= (others => '0'); 
        MAT_OUT_R <= (others => '0'); 
        MAT_OUT_I <= (others => '0'); 
        DIFF_R    <= (others => '0'); 
        DIFF_I    <= (others => '0'); 
      else 
        RST_N <= '1'; 
        index := index + 1; 
        if index < 500000 then 
 
          -- načtení vstupních signálů 
          if not endfile(input_R_samples) then 
            eof       <= '0'; 
            readline(input_R_samples, buff_in_R); 
            bread(buff_in_R, bit_data_R); 
            DATA_IN_R <= to_stdlogicvector(bit_data_R); 
 
            readline(input_I_samples, buff_in_I); 
            bread(buff_in_I, bit_data_I); 
            DATA_IN_I <= to_stdlogicvector(bit_data_I); 
          else 
            eof <= '1'; 
            assert not endfile(input_R_samples) 
              report "----- End of input files!! -----" 
              severity error; 
          end if; 
        else 
          stop <= '1'; 
        end if; 
 
        -- uložení výstupního signálu 
        if index > latence then 
          vect_data_R := to_bitvector(DATA_OUT_R); 
          write(buff_out_R, vect_data_R); 
          writeline(output_R_samples, buff_out_R); 
 
          vect_data_I := to_bitvector(DATA_OUT_I); 
          write(buff_out_I, vect_data_I); 
          writeline(output_I_samples, buff_out_I); 
        end if; 
 
        -- načtení referenčních signálů 
        if index > latence_M then 
          readline(matlab_R_samples, buff_mat_R); 
          bread(buff_mat_R, bit_mat_R); 
          MAT_OUT_R <= to_stdlogicvector(bit_mat_R); 
 
          readline(matlab_I_samples, buff_mat_I); 
          bread(buff_mat_I, bit_mat_I); 
          MAT_OUT_I <= to_stdlogicvector(bit_mat_I); 
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        end if; 
 
        -- srovnání výstupních a referenčních signálů 
        DIFF_R <= DATA_OUT_R - MAT_OUT_R; 
        DIFF_I <= DATA_OUT_I - MAT_OUT_I; 
 
        ---- upozornění že vypočtená odchylka je větší než nastavený práh 
        --if DIFF_R(N-1) = '0' then 
        --  assert DIFF_R(N-1 downto 0) < TRESHOLD_U 
        --    report "..:: odchylka v real part je vetsi nez prah ::.." 
        --    severity warning; 
        --elsif DIFF_R(N-1) = '1' then 
        --  assert DIFF_R(N-1 downto 0) > TRESHOLD_D 
        --    report "..:: odchylka v real part je vetsi nez prah ::.." 
        --    severity warning; 
        --end if; 
        -- 
        --if DIFF_I(N-1) = '0' then 
        --  assert DIFF_I(N-1 downto 0) < TRESHOLD_U 
        --    report "..:: odchylka v imag part je vetsi nez prah ::.." 
        --    severity warning; 
        --elsif DIFF_I(N-1) = '1' then 
        --  assert DIFF_I(N-1 downto 0) > TRESHOLD_D 
        --    report "..:: odchylka v imag part je vetsi nez prah ::.." 
        --    severity warning; 
        --end if; 
      end if; 
    end if; 
  end process rizeni; 
 
end architecture tbench_channel; 
 
 








use work.channel_pkg.all;       -- načtení parametrů TDL modelu  
 
--------------------------------------------------------------------------- 
-- Simulace TDL modelu únikového kanálu 
--------------------------------------------------------------------------- 
 
entity channel is 
  port ( 
    CLK100  : in  std_logic;          -- clock 100 MHz, FPGA pin B11 
    RST_N   : in  std_logic;          -- reset, FPGA pin B6 
    RST_LED : out std_logic;          -- FPGA pin A9, !!! LED !!! 
 
    -- A/D converter #1 
    OVER_RANGE1     : in  std_logic;  -- Over-Range indicator, FPGA pin H19 
    OVER_RANGE1_LED : out std_logic;  -- input voltage exceeded, 
                                      -- FPGA pin D9, !!! Display !!! 
    CLK_AD1         : out std_logic;  -- Active Rising Edge, FPGA pin B10 
    OEN_AD1         : out std_logic;  -- Output Enable (Low = enable, 
                                      -- High = Z), FPGA pin J20 
    FSSEL_AD1       : out std_logic;  -- Full Scale Select (Low = 2Vp-p, 
                                      -- High = 3Vp-p), FPGA pin G20 
    REFSEL_AD1      : out std_logic;  -- Reference Select (Low = internal, 
                                      -- High = external), FPGA pin J19 
 
    -- A/D converter #2 
    OVER_RANGE2     : in  std_logic;  -- Over-Range indicator, FPGA pin H19 
    OVER_RANGE2_LED : out std_logic;  -- input voltage exceeded, 
                                      -- FPGA pin D9, !!! Display !!! 
    CLK_AD2         : out std_logic;  -- Active Rising Edge, FPGA pin B10 
    OEN_AD2         : out std_logic;  -- Output Enable (Low = enable, 
                                      -- High = Z), FPGA pin J20 
    FSSEL_AD2       : out std_logic;  -- Full Scale Select (Low = 2Vp-p, 
                                      -- High = 3Vp-p), FPGA pin G20 
    REFSEL_AD2      : out std_logic;  -- Reference Select (Low = internal, 
                                      -- High = external), FPGA pin J19 
 
    -- D/A converter #1 
    CLK1_DAC1 : out std_logic;  -- FPGA pin AA5 
    CLK2_DAC1 : out std_logic;  -- FPGA pin U13 
    REF_DAC1  : out std_logic;  -- Reference Select (Low = internal, 
                                -- High = external), FPGA pin U12 
    PD_DAC1   : out std_logic;  -- Power Down (Low = normal, High = PD), 
                                -- FPGA pin AA9 
 
    -- D/A converter #2 
    CLK1_DAC2 : out std_logic;  -- FPGA pin U14 
    CLK2_DAC2 : out std_logic;  -- FPGA pin AA17 
    REF_DAC2  : out std_logic;  -- Reference Select (Low = internal, 
                                -- High = external), FPGA pin AB17 
    PD_DAC2   : out std_logic;  -- Power Down (Low = normal, High = PD), 
                                -- FPGA pin AB16 
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    -- In/Out Data    
    DATA_IN_R  : in  std_logic_vector(N-1 downto 0);  -- real part of input 
    DATA_IN_I  : in  std_logic_vector(N-1 downto 0);  -- imag part of input 
    DATA_OUT_R : out std_logic_vector(N-1 downto 0);  -- real part of 
output 
    DATA_OUT_I : out std_logic_vector(N-1 downto 0)   -- imag part of 
output 
    ); 
end entity channel; 
 
architecture rtl of channel is 
 
  signal clk         : std_logic; 
  signal or1_i       : std_logic;       -- over range indicator #1 
  signal or2_i       : std_logic;       -- over range indicator #2 
  signal rff1        : std_logic; 
  signal mrst_n      : std_logic; 
  signal input_real  : multiple_in; 
  signal input_imag  : multiple_in; 
  signal ac_product  : multiple_out; 
  signal bd_product  : multiple_out; 
  signal ad_product  : multiple_out; 
  signal bc_product  : multiple_out; 
  signal output_real : multiple_out; 
  signal output_imag : multiple_out; 
  signal outp_R      : multiple_out; 
  signal outp_I      : multiple_out; 
  signal pipe_real   : std_logic_vector (N-1 downto 0); 
  signal pipe_imag   : std_logic_vector (N-1 downto 0); 
  signal sig_r       : std_logic_vector (N-1 downto 0); 
  signal sig_i       : std_logic_vector (N-1 downto 0); 
 
  component adder 
    generic ( 
      N : natural);                     -- wide of input word 
    port ( 
      clk, mrst_n : in  std_logic;      -- clock and reset 
      input       : in  multiple_out;   -- multiple_out; 
      output      : out std_logic_vector(N-1 downto 0) 
      ); 
  end component; 
 
  component adjust 
    generic ( 
      N : natural); 
    port ( 
      clk  : in  std_logic; 
      sign : in  std_logic; 
      inp  : in  std_logic_vector (N-1 downto 0); 
      outp : out std_logic_vector (N-1 downto 0) 
      ); 




  clock : process (CLK100, mrst_n)      -- Clock 100 MHz divide by 2 
  begin 
    if (mrst_n = '0') then 
      clk <= '0'; 
    elsif rising_edge(CLK100) then 
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      clk <= not clk; 
    end if; 
  end process clock; 
 
  CLK_AD1 <= clk; 
  CLK_AD2 <= clk; 
 
  CLK1_DAC1 <= clk; 
  CLK2_DAC1 <= clk; 
 
  CLK1_DAC2 <= clk; 
  CLK2_DAC2 <= clk; 
 
  reset : process(CLK100, RST_N)        -- Synchronized release of RST_N 
  begin 
    if (RST_N = '0') then 
      rff1   <= '0'; 
      mrst_n <= '0'; 
    elsif rising_edge(CLK100) then 
      rff1   <= '1'; 
      mrst_n <= rff1; 
    end if; 
  end process reset; 
 
--------------------------------------------------------------------------- 
-- načtení vstupních vzorků 
--------------------------------------------------------------------------- 
 
  inputs : process (clk, mrst_n) 
  begin 
    if (mrst_n = '0') then 
       
      input_real <= (others => "000000000000"); 
      input_imag <= (others => "000000000000"); 
 
      or1_i      <= '0'; 
      OEN_AD1    <= '0'; 
      FSSEL_AD1  <= '0'; 
      REFSEL_AD1 <= '0'; 
 
      or2_i      <= '0'; 
      OEN_AD2    <= '0'; 
      FSSEL_AD2  <= '0'; 
      REFSEL_AD2 <= '0'; 
 
      REF_DAC1 <= '0'; 
      PD_DAC1  <= '0'; 
      REF_DAC2 <= '0'; 
      PD_DAC2  <= '0'; 
       
    elsif rising_edge(clk) then 
      input_real <= input_real(I-2 downto 0) & DATA_IN_R; 
      input_imag <= input_imag(I-2 downto 0) & DATA_IN_I; 
    end if; 
  end process inputs; 
 
--------------------------------------------------------------------------- 
-- operace násobení vstupních vzorků s koeficienty kanálu 
--------------------------------------------------------------------------- 
 
  multiply_real : for k in 0 to I-1 generate 
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    mult1 : process (clk, mrst_n) 
    begin  -- process mult1 
      if (mrst_n = '0') then 
        ac_product(k)  <= (others => '0'); 
        bd_product(k)  <= (others => '0'); 
        output_real(k) <= (others => '0'); 
        outp_R(k)      <= (others => '0'); 
      elsif rising_edge(clk) then 
        ac_product(k)  <= (not input_real(k)(N-1) & input_real(k)(N-2 
downto 0)) * coef_real(k); 
        bd_product(k)  <= (not input_imag(k)(N-1) & input_imag(k)(N-2 
downto 0)) * coef_imag(k); 
        output_real(k) <= ac_product(k) - bd_product(k); 
        outp_R(k)      <= output_real(k)(2*N-1) & output_real(k)(2*N-1) & 
output_real(k)(2*N-2 downto 1);  -- divide by 2 before overflow: (MSB, MSB, 
MSB-1...) 
      end if; 
    end process mult1; 
  end generate multiply_real; 
 
  multiply_imag : for l in 0 to I-1 generate 
    mult2 : process (clk, mrst_n) 
    begin  -- process mult2 
      if (mrst_n = '0') then 
        ad_product(l)  <= (others => '0'); 
        bc_product(l)  <= (others => '0'); 
        output_imag(l) <= (others => '0'); 
        outp_I(l)      <= (others => '0'); 
      elsif rising_edge(clk) then 
         
        ad_product(l)  <= (not input_real(l)(N-1) & input_real(l)(N-2 
downto 0)) * coef_imag(l); 
        bc_product(l)  <= (not input_imag(l)(N-1) & input_imag(l)(N-2 
downto 0)) * coef_real(l); 
        output_imag(l) <= bc_product(l) + ad_product(l); 
        outp_I(l)      <= output_imag(l)(2*N-1) & output_imag(l)(2*N-1) & 
output_imag(l)(2*N-2 downto 1);  -- divide by 2 before overflow: (MSB, MSB, 
MSB-1...) 
      end if; 
    end process mult2; 
  end generate multiply_imag; 
 
--------------------------------------------------------------------------- 
-- sčítání výstupů jednotlivých větví TDL modelu 
---------------------------------------------------------------------------  
 
-- real part of channel... 
 
  adder_real : adder 
    generic map ( 
      N => N) 
    port map( 
      clk    => clk, 
      mrst_n => mrst_n, 
      input  => outp_R, 
      output => pipe_real 
      ); 
 
  adj1 : adjust 
    generic map ( 
      N => N) 
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    port map ( 
      clk  => clk, 
      sign => pipe_real(N-1), 
      inp  => pipe_real, 
      outp => sig_r 
      ); 
 
-- imaginary part of channel... 
 
  adder_imag : adder 
    generic map ( 
      N => N) 
    port map( 
      clk    => clk, 
      mrst_n => mrst_n, 
      input  => outp_I, 
      output => pipe_imag 
      ); 
 
  adj2 : adjust 
    generic map ( 
      N => N) 
    port map ( 
      clk  => clk, 
      sign => pipe_imag(N-1), 
      inp  => pipe_imag, 
      outp => sig_i 
      ); 
 
--------------------------------------------------------------------------- 
-- zápis dat na výstup kanálu 
--------------------------------------------------------------------------- 
   
  DATA_OUT_R <= sig_r; 
  DATA_OUT_I <= sig_i; 
 
  OVER_RANGE1_LED <= or1_i; 
  OVER_RANGE2_LED <= or2_i; 
  RST_LED         <= not mrst_n; 
 
end architecture rtl; 
 








use work.channel_pkg.all;       -- načtení parametrů TDL modelu  
 
--------------------------------------------------------------------------- 
-- Sčítačka signálů na výstupu jednotlivých větví TDL modelu 
-- tento kód je pro 16 větví kanálu 
--------------------------------------------------------------------------- 
 
entity adder is 
  generic ( 
    N : natural);                       -- wide of input word 
  port ( 
    clk, mrst_n : in  std_logic;        -- clock and reset 
    input       : in  multiple_out; 
    output      : out std_logic_vector(N-1 downto 0) 
    ); 
end adder; 
 
architecture adder_behav of adder is 
 
  signal pipe_out : std_logic_vector(2*N-1 downto 0);  -- output from adder 
  signal pipe_1_2 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_2_2 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_1_4 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_2_4 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_3_4 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_4_4 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_1_8 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_2_8 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_3_8 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_4_8 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_5_8 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_6_8 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_7_8 : std_logic_vector(2*N-1 downto 0); 
  signal pipe_8_8 : std_logic_vector(2*N-1 downto 0); 
 
-- divide by 2 befor overflow: (MSB, MSB, MSB-1..) 
  signal pipe_1_2_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_2_2_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_1_4_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_2_4_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_3_4_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_4_4_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_1_8_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_2_8_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_3_8_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_4_8_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_5_8_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_6_8_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_7_8_ovf : std_logic_vector(2*N-1 downto 0); 
  signal pipe_8_8_ovf : std_logic_vector(2*N-1 downto 0); 
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begin  -- adder_behav 
   
  add : process (clk, mrst_n) 
 
  begin  -- add process 
 
    if (mrst_n = '0') then 
      pipe_out <= (others => '0'); 
      pipe_1_2 <= (others => '0'); 
      pipe_2_2 <= (others => '0'); 
      pipe_1_4 <= (others => '0'); 
      pipe_2_4 <= (others => '0'); 
      pipe_3_4 <= (others => '0'); 
      pipe_4_4 <= (others => '0'); 
      pipe_1_8 <= (others => '0'); 
      pipe_2_8 <= (others => '0'); 
      pipe_3_8 <= (others => '0'); 
      pipe_4_8 <= (others => '0'); 
      pipe_5_8 <= (others => '0'); 
      pipe_6_8 <= (others => '0'); 
      pipe_7_8 <= (others => '0'); 
      pipe_8_8 <= (others => '0'); 
 
      pipe_1_2_ovf <= (others => '0'); 
      pipe_2_2_ovf <= (others => '0'); 
      pipe_1_4_ovf <= (others => '0'); 
      pipe_2_4_ovf <= (others => '0'); 
      pipe_3_4_ovf <= (others => '0'); 
      pipe_4_4_ovf <= (others => '0'); 
      pipe_1_8_ovf <= (others => '0'); 
      pipe_2_8_ovf <= (others => '0'); 
      pipe_3_8_ovf <= (others => '0'); 
      pipe_4_8_ovf <= (others => '0'); 
      pipe_5_8_ovf <= (others => '0'); 
      pipe_6_8_ovf <= (others => '0'); 
      pipe_7_8_ovf <= (others => '0'); 
      pipe_8_8_ovf <= (others => '0'); 
       
    elsif rising_edge(clk) then 
 
      pipe_out <= pipe_1_2_ovf + pipe_2_2_ovf; 
      pipe_1_2 <= pipe_1_4_ovf + pipe_2_4_ovf; 
      pipe_2_2 <= pipe_3_4_ovf + pipe_4_4_ovf; 
      pipe_1_4 <= pipe_1_8_ovf + pipe_2_8_ovf; 
      pipe_2_4 <= pipe_3_8_ovf + pipe_4_8_ovf; 
      pipe_3_4 <= pipe_5_8_ovf + pipe_6_8_ovf; 
      pipe_4_4 <= pipe_7_8_ovf + pipe_8_8_ovf; 
      pipe_1_8 <= input(0) + input(1); 
      pipe_2_8 <= input(2) + input(3); 
      pipe_3_8 <= input(4) + input(5); 
      pipe_4_8 <= input(6) + input(7); 
      pipe_5_8 <= input(8) + input(9); 
      pipe_6_8 <= input(10) + input(11); 
      pipe_7_8 <= input(12) + input(13); 
      pipe_8_8 <= input(14) + input(15); 
 
      pipe_1_2_ovf <= pipe_1_2(2*N-1)&pipe_1_2(2*N-1)&pipe_1_2(2*N-2 downto 1); 
      pipe_2_2_ovf <= pipe_2_2(2*N-1)&pipe_2_2(2*N-1)&pipe_2_2(2*N-2 downto 1); 
      pipe_1_4_ovf <= pipe_1_4(2*N-1)&pipe_1_4(2*N-1)&pipe_1_4(2*N-2 downto 1); 
      pipe_2_4_ovf <= pipe_2_4(2*N-1)&pipe_2_4(2*N-1)&pipe_2_4(2*N-2 downto 1); 
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      pipe_3_4_ovf <= pipe_3_4(2*N-1)&pipe_3_4(2*N-1)&pipe_3_4(2*N-2 downto 1); 
      pipe_4_4_ovf <= pipe_4_4(2*N-1)&pipe_4_4(2*N-1)&pipe_4_4(2*N-2 downto 1); 
      pipe_1_8_ovf <= pipe_1_8(2*N-1)&pipe_1_8(2*N-1)&pipe_1_8(2*N-2 downto 1); 
      pipe_2_8_ovf <= pipe_2_8(2*N-1)&pipe_2_8(2*N-1)&pipe_2_8(2*N-2 downto 1); 
      pipe_3_8_ovf <= pipe_3_8(2*N-1)&pipe_3_8(2*N-1)&pipe_3_8(2*N-2 downto 1); 
      pipe_4_8_ovf <= pipe_4_8(2*N-1)&pipe_4_8(2*N-1)&pipe_4_8(2*N-2 downto 1); 
      pipe_5_8_ovf <= pipe_5_8(2*N-1)&pipe_5_8(2*N-1)&pipe_5_8(2*N-2 downto 1); 
      pipe_6_8_ovf <= pipe_6_8(2*N-1)&pipe_6_8(2*N-1)&pipe_6_8(2*N-2 downto 1); 
      pipe_7_8_ovf <= pipe_7_8(2*N-1)&pipe_7_8(2*N-1)&pipe_7_8(2*N-2 downto 1); 
      pipe_8_8_ovf <= pipe_8_8(2*N-1)&pipe_8_8(2*N-1)&pipe_8_8(2*N-2 downto 1); 
 
    end if; 
     
  end process add; 
 










use work.channel_pkg.all;       -- načtení parametrů TDL modelu  
 
entity adjust is 
  generic ( 
    N : natural); 
  port (clk   : in  std_logic; 
         sign : in  std_logic; 
         inp  : in  std_logic_vector (N-1 downto 0); 
         outp : out std_logic_vector (N-1 downto 0)); 
end adjust; 
 




  proc : process (clk) 
  begin 
    if rising_edge(clk) then 
      if (sign = '0') then 
        outp <= inp+2048; 
      else 
        outp <= inp-2048; 
      end if; 
    end if; 















-- Package pro nastavení parametrů TDL modelu 
--------------------------------------------------------------------------- 
 
package channel_pkg is 
 
  constant N : natural := 12;           -- wide of input word 
  constant I : natural := 16;           -- number of items in impulse response 
 
  type multiple_in is array(I-1 downto 0) of std_logic_vector(N-1 downto 0); 
  type multiple_out is array(I-1 downto 0) of std_logic_vector(2*N-1 downto 0); 
 
  -- koeficienty kanálu pro unikové prostredi typu „Vehicular“ 
  constant coef_real : multiple_in := ("000000000000", 
                                       "000000000000", 
                                       "000000010011", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000011100", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000111110", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000110111", 
                                       "011111111111"); 
 
  constant coef_imag : multiple_in := ("000000000000", 
                                       "000000000000", 
                                       "000000001101", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000000111", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000000100000", 
                                       "000000011111", 
                                       "000000000000", 
                                       "000000000000", 
                                       "000010001111", 
                                       "000000000000"); 
end package; 
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B.6 start_sim.do 
# Pomocný soubor pro verifikaci návrhu, 
# kterým se spouší simulace v programu ModelSim 
# Simulace se spustí pomocí příkazu "do C:/.../TB/start_sim.do" 
# v příkazové řádce ModelSimu 
 
quit -sim 
# Na následujícím řádku lze nastavit cestu do aktuálního adresáře 
#cd C:/.../TB 
 









log -r * 
 
# Zobrazení průběhů zvolených signálů v okně Waveform 
add wave -color yellow -label Clock /tbench/channel_dut/clk 
add wave -label Master_RST_N /tbench/channel_dut/mrst_n 
add wave -label End_Of_File eof 
add wave -format analog-step -min -2047 -max 1903 -height 74 -label Input_Real 
DATA_IN_R 
add wave -format analog-step -min -2048 -max 2047 -height 74 -label Output_Real 
DATA_OUT_R 
add wave -format analog-step -min -2047 -max 1903 -height 74 -label Input_Imag 
DATA_IN_I 





echo "Waveform view from-to:" 
wave zoom range 0 25000 
wave seetime 0 
#when {eof='1'} {stop} 
#echo "Konec souboru vstupnich dat" 
 
# Nastavení parametrů okna Wave 
configure wave -namecolwidth 101 
configure wave -valuecolwidth 83 
configure wave -justifyvalue left 
configure wave -signalnamewidth 0 
configure wave -snapdistance 10 
configure wave -datasetprefix 0 
configure wave -rowmargin 4 
configure wave -childrowmargin 2 
configure wave -gridoffset 0 
configure wave -gridperiod 1 
configure wave -griddelta 40 
configure wave -timeline 0 
configure wave -timelineunits ns 
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B.7 channel.ucf 
NET "CLK100" TNM_NET = "CLK100"; 
TIMESPEC TS_CLK100 = PERIOD "CLK100" 100 MHz HIGH 50%; 
 
# Clock:  On-board 100 MHz Oscillator 
NET "CLK100"  LOC = "B11" | IOSTANDARD = LVCMOS33; 
# RESETn: On-board push-button swich (SW3)  
NET "RST_N"   LOC = "B6"  | IOSTANDARD = LVCMOS33; 
# RESET indicator 
NET "RST_LED" LOC = "A9"  | IOSTANDARD = LVCMOS33; 
 
NET "OVER_RANGE1"     LOC = "H19" | IOSTANDARD = LVCMOS33; 
NET "OVER_RANGE1_LED" LOC = "D9"  | IOSTANDARD = LVCMOS33; 
NET "CLK_AD1"         LOC = "B10" | IOSTANDARD = LVCMOS33; 
NET "OEN_AD1"         LOC = "J20" | IOSTANDARD = LVCMOS33; 
NET "FSSEL_AD1"       LOC = "G20" | IOSTANDARD = LVCMOS33; 
NET "REFSEL_AD1"      LOC = "J19" | IOSTANDARD = LVCMOS33; 
 
NET "OVER_RANGE2"     LOC = "L22" | IOSTANDARD = LVCMOS33; 
NET "OVER_RANGE2_LED" LOC = "B9"  | IOSTANDARD = LVCMOS33; 
NET "CLK_AD2"         LOC = "K18" | IOSTANDARD = LVCMOS33; 
NET "OEN_AD2"         LOC = "J21" | IOSTANDARD = LVCMOS33; 
NET "FSSEL_AD2"       LOC = "L21" | IOSTANDARD = LVCMOS33; 
NET "REFSEL_AD2"      LOC = "K20" | IOSTANDARD = LVCMOS33; 
 
NET "CLK1_DAC1" LOC = "AA5" | IOSTANDARD = LVCMOS33;  
NET "CLK2_DAC1" LOC = "U13" | IOSTANDARD = LVCMOS33; 
NET "REF_DAC1"  LOC = "U12" | IOSTANDARD = LVCMOS33; 
NET "PD_DAC1"   LOC = "AA9" | IOSTANDARD = LVCMOS33; 
 
NET "CLK1_DAC2" LOC = "U14"  | IOSTANDARD = LVCMOS33;  
NET "CLK2_DAC2" LOC = "AA17" | IOSTANDARD = LVCMOS33; 
NET "REF_DAC2"  LOC = "AB17" | IOSTANDARD = LVCMOS33; 
NET "PD_DAC2"   LOC = "AB16" | IOSTANDARD = LVCMOS33; 
 
# A/D converter #1 
NET "DATA_IN_R<0>"  LOC = "A10" | IOSTANDARD = LVCMOS33;      # LSB 
NET "DATA_IN_R<1>"  LOC = "E11" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<2>"  LOC = "E18" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<3>"  LOC = "F18" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<4>"  LOC = "G18" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<5>"  LOC = "H18" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<6>"  LOC = "J18" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<7>"  LOC = "J17" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<8>"  LOC = "K17" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<9>"  LOC = "L17" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<10>" LOC = "E20" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_R<11>" LOC = "E19" | IOSTANDARD = LVCMOS33;      # MSB 
 
# A/D converter #2 
NET "DATA_IN_I<0>"  LOC = "L19" | IOSTANDARD = LVCMOS33;      # LSB 
NET "DATA_IN_I<1>"  LOC = "L18" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_I<2>"  LOC = "C22" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_I<3>"  LOC = "G19" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_I<4>"  LOC = "E21" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_I<5>"  LOC = "E22" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_I<6>"  LOC = "H20" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_I<7>"  LOC = "G21" | IOSTANDARD = LVCMOS33; 
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NET "DATA_IN_I<8>"  LOC = "H21" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_I<9>"  LOC = "H22" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_I<10>" LOC = "J22" | IOSTANDARD = LVCMOS33; 
NET "DATA_IN_I<11>" LOC = "K21" | IOSTANDARD = LVCMOS33;      # MSB 
 
# D/A converter #1 
NET "DATA_OUT_R<0>"  LOC = "AA8" | IOSTANDARD = LVCMOS33;     # LSB 
NET "DATA_OUT_R<1>"  LOC = "U10" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<2>"  LOC = "AB7" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<3>"  LOC = "U9"  | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<4>"  LOC = "AA7" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<5>"  LOC = "V9"  | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<6>"  LOC = "AB6" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<7>"  LOC = "V8"  | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<8>"  LOC = "AA6" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<9>"  LOC = "V7"  | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<10>" LOC = "AB5" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_R<11>" LOC = "V6"  | IOSTANDARD = LVCMOS33;     # MSB 
 
# D/A converter #2 
NET "DATA_OUT_I<0>"  LOC = "AB15" | IOSTANDARD = LVCMOS33;    # LSB 
NET "DATA_OUT_I<1>"  LOC = "Y17"  | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<2>"  LOC = "AA14" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<3>"  LOC = "W16"  | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<4>"  LOC = "AB14" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<5>"  LOC = "Y16"  | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<6>"  LOC = "AA13" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<7>"  LOC = "V16"  | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<8>"  LOC = "AB13" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<9>"  LOC = "W15"  | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<10>" LOC = "AA12" | IOSTANDARD = LVCMOS33; 
NET "DATA_OUT_I<11>" LOC = "V14"  | IOSTANDARD = LVCMOS33;    # MSB 
 
#PACE: Start of Constraints generated by PACE 
#PACE: Start of PACE I/O Pin Assignments 
NET "DATA_OUT_R<0>" SLEW  = FAST ; 
NET "DATA_OUT_R<1>" SLEW  = FAST ; 
NET "DATA_OUT_R<2>" SLEW  = FAST ; 
NET "DATA_OUT_R<3>" SLEW  = FAST ; 
NET "DATA_OUT_R<4>" SLEW  = FAST ; 
NET "DATA_OUT_R<5>" SLEW  = FAST ; 
NET "DATA_OUT_R<6>" SLEW  = FAST ; 
NET "DATA_OUT_R<7>" SLEW  = FAST ; 
NET "DATA_OUT_R<8>" SLEW  = FAST ; 
NET "DATA_OUT_R<9>" SLEW  = FAST ; 
NET "DATA_OUT_R<10>" SLEW = FAST ; 
NET "DATA_OUT_R<11>" SLEW = FAST ; 
 
NET "DATA_OUT_I<0>" SLEW  = FAST ; 
NET "DATA_OUT_I<1>" SLEW  = FAST ; 
NET "DATA_OUT_I<2>" SLEW  = FAST ; 
NET "DATA_OUT_I<3>" SLEW  = FAST ; 
NET "DATA_OUT_I<4>" SLEW  = FAST ; 
NET "DATA_OUT_I<5>" SLEW  = FAST ; 
NET "DATA_OUT_I<6>" SLEW  = FAST ; 
NET "DATA_OUT_I<7>" SLEW  = FAST ; 
NET "DATA_OUT_I<8>" SLEW  = FAST ; 
NET "DATA_OUT_I<9>" SLEW  = FAST ; 
NET "DATA_OUT_I<10>" SLEW = FAST ; 
NET "DATA_OUT_I<11>" SLEW = FAST ; 
#PACE: End of Constraints generated by PACE 
