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Предисловие 
 
Целью данного практического руководства является оказание по-
мощи студентам в усвоении знаний и формировании практических 
навыков в области стандартизации и сертификации программного 
обеспечения, применения информационных технологий и программ-
ного обеспечения, повышения эффективности использования компь-
ютерной техники, получаемых в рамках курса «Основы стандартиза-
ции и сертификации программного обеспечения». 
Создание конкурентоспособной программной продукции невозмож-
но без использования соответствующих стандартов на всех этапах ее 
разработки. 
Стандарты как нормативно-технические документы устанавливают 
комплекс норм, правил, требований к объекту стандартизации. Приме-
нение стандартов, наряду с улучшением качества программного обеспе-
чения, способствует повышению развития информатизации процессов, 
росту эффективности внедрения и эксплуатации программных средств и 
устраняет разнобой при создании их различными разработчиками. 
В практическое руководство включены теоретические сведения по 
двум разделам: «Общие положения о стандартах» и «Жизненный 
цикл программного обеспечения» и четырем темам: «Основные поня-
тия», «Организации, разрабатывающие стандарты», «Систематизация 
процессов жизненного цикла программного обеспечения» и «Основ-
ные модели жизненного цикла программного обеспечения», а также 
вопросы для самоконтроля, усвоение которых необходимо для вы-
полнения заданий на практических занятиях. 
Практическое руководство адресовано студентам специальности  
1–40 01 01 «Программное обеспечение информационных технологий». 
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1 Общие положения о стандартах 
 
 
1.1 Основные понятия 
 
 
1.1.1 Н ормативны е документы  по стандартизации  
и виды  стандартов 
 
Стандартизация связана с объектом стандартизации и областью 
стандартизации. Объектом стандартизации обычно называют про-
дукцию, процесс, услугу, для которых разрабатывают те или иные 
требования, характеристики, параметры, правила и т. п. При этом 
стандартизация может касаться объекта в целом или его отдельных 
составляющих. Областью стандартизации называют совокупность 
взаимосвязанных объектов стандартизации. 
В процессе стандартизации вырабатываются нормы, правила, тре-
бования, характеристики, касающиеся объекта стандартизации. Они 
оформляются в виде нормативного документа. Международной орга-
низацией по стандартизации (ИСО), а также государственной систе-
мой стандартизации Беларуси рекомендуются следующие разновид-
ности нормативных документов: стандарты, документы технических 
условий, своды правил, регламенты (технические регламенты). 
В широком смысле слова под стандартом (от англ. standard – 
норма, образец) понимают образец, эталон, модель, принимаемые за 
исходные для сопоставления с ними других подобных объектов. 
Стандарт как нормативно-технический документ устанавливает ком-
плекс норм, правил, требований к объекту стандартизации. Стандарт 
может быть разработан как на материальные предметы (продукцию, 
эталоны, образцы веществ), так и на нормы, правила, требования                
в различных областях. 
В практике термин «cтaндapт» может употребляться по отношению 
и к эталону, и к образцу или к описанию продукта, процесса (услуги), 
хотя эталон правильнее относить к области метрологии, а термин 
«стандарт» использовать применительно к нормативному документу. 
Стандарт на программное обеспечение – это нормативный до-
кумент, разработанный на основе консенсуса1), утвержденный 
признанным органом, направленный на достижение оптимальной       
                                                             
1) От лат. consensus – согласие 
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степени упорядочения в определенной области. В стандарте уста-
навливаются для всеобщего и многократного использования общие 
принципы, правила, характеристики, касающиеся различных видов 
деятельности или их резyльтaтoв. Стандарт должен быть основан на 
обобщенных результатах научных исследований, тeхническиx дости-
жений и пpaктическoгo опыта, тогда его использование принесет оп-
тимальную выгоду. 
Предварительный стандарт – это временный документ, который 
принимается органом по стандартизации и доводится до широкого 
круга потенциальных потребителей. 
Документ технических условий (technical specification) устанавли-
вает технические требования к продукции, услуге, процессу. Обычно         
в документе технических условий указывают методы или процедуры, 
которые следует использовать для проверки соблюдения требований 
данного нормативного документа в ситуациях, когда это необходимо. 
Свод правил, как и предыдущий нормативный документ, может 
быть самостоятельным стандартом либо самостоятельным докумен-
том, а также частью стандарта. Он разрабатывается для процессов 
проектирования, монтажа оборудования и конструкций, технического 
обслуживания или эксплуатации объектов, конструкций, изделий. 
Все указанные выше нормативные документы являются рекомен-
дательными. В отличие от них регламент носит обязательный харак-
тер. Регламент – это документ, в котором содержатся обязательные 
правовые нормы. 
 
 
1.1.2 Схема классификации стандартов  
в области информационных технологий 
 
Стандарты в области информационных технологий (ИТ) система-
тизируют по различным параметрам: в зависимости от масштаба и 
возникновения, от организации жизненного цикла и моделей разрабо-
ток. В зависимости от масштаба стандарты бывают мeждyнapoдными, 
национальными, отраслевыми, внутрифирменными и принимаются 
соответствующими органами по стандартизации. В зависимости от 
возникновения стандарты бывают «де-факто» и «де-юре». 
Стандарты на организацию жизненного цикла ПО подразделяются 
на стандарты обеспечения качества, надежности, тестирования, доку-
ментирования, разработки ПО; а последние, в свою очередь, – на 
стандарты интерфейса, программирования, обмена данными и др. 
В области информационных технологий зарекомендовали себя 
следующие стандарты моделей разработок: RUP, Tickit, CMM, IEEE 
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Software Enginiring Standarts, IEEE/ EIA 12207, Cleanroom Software 
Enginiring, метод ORACLE (CDM, PJM, AIM, BPR, DWM) и др. 
 
 
1.1.3 Стандарты в области программного обеспечения 
 
В [1, с. 243] понятие стандартизация определяется как принятие со-
глашения по спецификации, производству и использованию аппарат-
ных и программных средств вычислительной техники; установление 
и применение стандартов, норм, правил и т. п.  
Стандарты имеют большое значение – они обеспечивают возмож-
ность разработчикам ПО использовать данные и программы других 
разработчиков, осуществлять экспорт–импорт данных. 
Такие стандарты регламентируют взаимодействие между различ-
ными программами. Для этого предназначены стандарты межпро-
граммного интерфейса, например OLE1). Без таких стандартов про-
граммные продукты были бы «закрытыми» друг для друга. 
Стандарты занимают все более значительное место в направлении 
развития индустрии информационных технологий. Более 250 подкоми-
тетов в официальных организациях по стандартизации работают над 
стандартами в области информационных технологий. Более 1 000 стан-
дартов или уже приняты этими организациями, или находятся в процес-
се разработки. Процесс стандартизации информационных технологий 
далеко не закончен (и вряд ли когда-либо будет закончен, так как об-
ласть информационных технологий постоянно динамично развивается). 
Все компании-разработчики должны обеспечить приемлемый уро-
вень качества выпускаемого ПО. Для этих целей предназначены стан-
дарты качества программного обеспечения или отдельные разделы           
в стандартах разработки программного обеспечения, посвященные 
требованиям к качеству программного обеспечения. 
С точки зрения пользователя, все многообразие ПО должно управ-
ляться единообразно. Должна быть единообразная навигация – пере-
мещение по программе, единообразные органы управления ПО и еди-
ная реакция программного обеспечения на действия пользователя. 
Для этого разработаны стандарты на пользовательский интерфейс – 
GUI (Graphical User Interface). Все это регламентируется стандартами, 
действующими в сфере информационных технологий. 
Необходимость стандартизации разработки программного обеспече-
ния наиболее удачно описана во введении в стандарт ISO/ IEC 12207: 
                                                             
1) Object Linking and Embedding – связывание и встраивание объектов 
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«Программное обеспечение является неотъемлемой частью информа-
ционных технологий и традиционных систем, таких как транспорт-
ные, военные, медицинские и финансовые. Имеется множество раз-
нообразных стандартов, процедур, методов, инструментальных 
средств и типов операционной среды для разработки и управления 
программным обеспечением. Это разнообразие создает трудности при 
проектировании и управлении программным обеспечением, особенно 
при объединении программных продуктов и сервисных программ. 
Стратегия разработки программного обеспечения требует перехода от 
этого множества к общему порядку, который позволит специалистам, 
практикующимся в программном обеспечении, «говорить на одном 
языке» при разработке и управлении программным обеспечением. 
Этот международный стандарт обеспечивает такой общий порядок». 
Стандарт «де-факто» – термин, обозначающий продукт какого–
либо поставщика, который захватил большую долю рынка и который 
другие поставщики стремятся эмулировать, копировать или исполь-
зовать для того, чтобы захватить свою часть рынка. 
Одна из главных причин значимости современной программы 
стандартизации – осознание опасности злоупотребления стандартами 
«де-факто». В 60-е и 70-е годы 20 века создание стандартов «де-
факто» ставило пользователей в зависимое от производителей поло-
жение при использовании основных средств обработки данных и те-
лекоммуникаций. Важный аспект сегодняшней работы по стандарти-
зации – преодоление этой зависимости через продвижение стандарт-
ных интерфейсов. Долгое время такими стандартами были SQL 
(Structured Query Language) и язык диаграмм Д. Росса SADT (Struc-
tured Analysis and Design Technique). 
Стандарт «де-юре» создается формально признанной стaндapтизу-
ющей организацией. Он разрабатывается при соблюдении правил 
консенсуса в процессе открытой дискуссии, в которой каждый имеет 
шанс принять участие. Ни одна группа не может действовать незави-
симо, создавая стандарты для промышленности. Если какая-либо 
группа поставщиков создаст стандарт, не учитывающий требования 
пользователей, она потерпит неудачу. То же самое происходит, если 
пользователи создают стандарт, с которым не могут или не будут со-
глашаться поставщики, – этот стандарт также не будет успешным. 
Cтaндapты «де-юре» не могут быть изменены, если они не прошли 
процесс coглacoвaния под контролем организации, разрабатывающей 
стандарты. Стандарты OSI1), Ethernet, POSIX, SQL и большинство 
стандартов языков – примеры такого рода стандартов. 
                                                             
1) Open Systems Interconnection reference model. 
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В качестве примера можно привести появление ныне популярного 
UML2).  
Следует отметить, что в области информационных технологий су-
ществуют два основных исторически сложившихся подхода к раз-
работке стандартов. Первый – когда назревает проблема, необхо-
димость в стандарте. В этом случае собирается группа экспертов в ка-
ком-либо разделе ИТ и обсуждает лoкальныe решения, придуманные 
отдельными компаниями – производителями ПО и научными органи-
зациями, проводит анализ этих решений и разрабатывает единый ин-
тегральный стандарт, который включает в себя лучшие идеи и нара-
ботки. Но рынок живет по несколько иным законам. Первый подход 
обладает инертностью, проблема уже назрела, ее надо решать, и неиз-
вестно, когда соберутся эксперты и разработают необходимый стан-
дарт. Во втором случае компании – разработчики ПО разрабатывают 
каждая свое решение, и самое популярное, массовое с точки зрения 
частоты использования решение обретает статус стандарта (необяза-
тельно юридически). Недостаток этого подхода состоит в том, что 
стандартом становится не самое cильноe, а самое мaссoвoe коммерче-
ское решение. 
Стандарты комплекса ГОСТ 34 на создание и развитие автомати-
зированных систем (АС) – обобщенные, но воспринимаемые как 
весьма жесткие по структуре жизненного цикла (ЖЦ) и проектной 
документации. Кроме того, эти стандарты многими считаются бюро-
кратическими до вредности и консервативными до устарелости. 
ГОСТ 34 задумывался в конце 80-х гг. 20 в. как всеобъемлющий ком-
плекс взаимоувязанных межотраслевых документов. Объектами  
                                                             
2) UML (Unified Modeling Language). Основные разработки по методам объ-
ектно-ориентированного анализа и проектирования появились между 1988 и 
1992 гг. К 1994 г. было большое количество нeфopмальныx лидеров разработчи-
ков–практиков (около полутора десятков), которые пpoдвигали свои методоло-
гии. Все их методы были схожи, при этом зачастую отличия были во второсте-
пенных деталях. Назревал разговор о стандартизации. Команда из OMG пыта-
лась рассмотреть проблему стандартизации, но в ответ получила открытое письмо 
с протестом от всех авторов. В 1996 г. три ведущих специалиста в области объ-
ектно-ориентированного aнализa и проектирования Джеймс Рамбо (James 
Rumbaugh), Гради Буч (Grady Booch), Ивар Якобсон (Ivar Jacobson) объедини-
лись, и появился на свет Унифицированный метод версии 0.8, который получил 
название UML. В январе 1997 г. различные организации представили свои пред-
ложения по стандартизации методов, предусматривающие, в первую очередь, 
возможность обмена информацией между различными моделями. В результате 
сейчас имеется единственное предложение – стандарт UML. 
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стандартизации являются автоматизированные системы (АС) различ-
ных видов и все виды их компонентов, а не только ПО и баз данных. 
Комплекс рассчитан на взаимодействие заказчика и разработчи-
ка. Аналогично ISO 12207 предусмотрено, что заказчик может разра-
батывать АС для себя сам (если создаст для этого специализирован-
ное подразделение). Однако формулировки ГОСТ 34 не ориентирова-
ны на столь явное и, в известном смысле, симметричное отражение 
действий обеих сторон, как ISO 12207. Поскольку ГОСТ 34 в основ-
ном уделяет внимание содержанию проектных документов, рас-
пределение действий между сторонами обычно делается, отталкива-
ясь от этого содержания. Стадии и этапы, выполняемые организация-
ми-участниками работ по созданию АС, устанавливаются в договорах 
и техническом задании, что близко к подходу ISO. 
Введение единой, качественно определенной терминологии, нали-
чие разумной классификации работ, документов, видов обеспечения и 
других, безусловно, полезно. ГОСТ 34 способствует более полной и 
качественной стыковке действительно разных систем, что особенно 
важно в условиях, когда разрабатываются сложные комплексы АС, 
которые включают в свой состав АСУ ТП, АСУП, САПР-
конструктора, САПР-технолога и другие системы. 
В связи с этим для каждого серьезного проекта разработки АС 
приходится создавать комплекты нормативных и методических доку-
ментов, регламентирующих процессы создания конкретного приклад-
ного ПО, а поэтому в отечественных разработках целесообразно ис-
пользовать современные международные стандарты. 
 
 
1.1.4 Общие положения по процессу сертификации1) 
 
Для того чтобы убедиться в том, что продукция сделана верно, надо 
знать, каким требованиям она должна соответствовать и каким обра-
зом возможно получить достоверные доказательства этого соответ-
ствия. Общепризнанным способом такого доказательства служит сер-
тификат соответствия. С этим понятием связан термин «испытание». 
Под испытанием понимается техническая операция, заключающаяся 
в определении одной или нескольких характеристик данной продукции 
в соответствии с установленной процедурой по принятым правилам. 
Испытание осуществляют в испытательных лабораториях, причём это 
название применяют как к юридическому, так и к техническому лицу. 
                                                             
1) Сертификация в переводе с латыни – сделать верно. 
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Систематическую проверку степени соответствия заданным требова-
ниям принято называть оценкой соответствия. Более частым понятием 
оценки соответствия считают контроль, который рассматривает оценку 
соответствия путём измерения конкретных характеристик продукта. 
Для удостоверения качества, надежности и безопасности приме-
нения сложных, критических ИС используемые в них ПС следует 
подвергать обязательной сертификации аттестованными, проблемно-
ориентированными испытательными лабораториями. Такие испыта-
ния необходимо проводить, когда программы управляют сложными 
процессами или обрабатывают столь важную информацию, что де-
фекты в них или недостаточное качество могут нанести значительный 
ущерб. Сертификационные испытания должны устанавливать соот-
ветствие комплексов программной документации и допускать их к 
эксплуатации в пределах изменения параметров внешней среды, ис-
следованных при проведенных проверках. Эти виды испытаний ха-
рактеризуются наибольшей строгостью и глубиной проверок и долж-
ны проводиться специалистами, не зависимыми от разработчиков и 
заказчиков (пользователей). Испытания ПС должны опираться на 
стандарты, формализованные методики и нормативные документы 
разных уровней. Множество видов испытаний целесообразно упоря-
дочивать и проводить поэтапно в процессе разработки для сокраще-
ния затрат на завершающихся сертификационных испытаниях. 
 
 
1.1.5 Сертификация комплексов программ 
 
Сертификация комплексов программ является их испытанием в 
наиболее жестких условиях тестирования особым третейским коллек-
тивом специалистов, имеющим право на официальный государствен-
ный или ведомственный контроль функций и качества ПО и гаранти-
рующим их соответствие стандартам и другим нормативным докумен-
там, а также надежность и безопасность применения. Получение и 
обобщение результатов испытаний, а также принятие решения о выда-
че сертификата являются прерогативой испытательных лабораторий. 
Они должны быть специализированными для проведения испытаний 
объектов определенных классов, целенаправленно и систематически 
работать по созданию и совершенствованию методик и средств авто-
матизации испытаний ПО конкретного функционального назначения. 
Специалисты-сертификаторы имеют право на расширение условий 
испытаний и на создание различных критических и стрессовых ситуа-
ций в пределах нормативной документации, при которых должны 
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обеспечиваться заданное качество и надежность решения предписан-
ных задач. Если все испытания проходят успешно, то на соответству-
ющую версию ПС оформляется специальный документ – сертифи-
кат соответствия. Этот документ официально подтверждает соот-
ветствие стандартам, нормативным и эксплуатационным документам 
функций и характеристик испытанных средств, а также допустимость 
их применения в определенной области. 
Методология принятия решений о допустимости выдачи сертифи-
ката на ПС определяется оценкой степени его соответствия действу-
ющим и/или специально разработанным документам. В исходных 
нормативных документах должны быть сосредоточены все функцио-
нальные и эксплуатационные характеристики ПС, обеспечивающие 
заказчику и пользователям возможность корректного применения 
сертифицированного объекта во всем многообразии его функций и 
показателей качества. Выбор и ранжирование показателей должны 
проводиться с учетом классов ПС, их функционального назначения, 
режимов эксплуатации, степени критичности и жесткости требований 
к результатам функционирования и проявлениям возможных дефек-
тов и ошибок. При этом могут привлекаться документы предшеству-
ющих этапов испытаний и документы, подтверждающие соблюдение 
аттестованных технологий при разработке программ на всех этапах. 
Испытания ПС в конкретных проблемно-ориентированных системах 
проводятся по правилам и методикам, принятым для соответствую-
щих классов критических информационных систем (ИС), например, 
авиационных или космических комплексов. 
Работы по сертификации объединяются в технологический про-
цесс, на каждом этапе которого регистрируются документы, отража-
ющие состояние и качество результатов разработки ПС. В зависимо-
сти от характеристик объекта сертификации на ее выполнение выде-
ляются ресурсы различных видов. В результате сложность программ, 
а также доступные для сертификации ресурсы становятся косвенными 
критериями или факторами, влияющими на выбор методов испыта-
ний, а также на достигаемые качество и надежность ПС. 
Сертификационные испытания удостоверяют качество и надеж-
ность ПС только в условиях, ограниченных конкретными стандарта-
ми и нормативными документами, с некоторой конечной вероятно-
стью. В реальных условиях эксплуатации принципиально возможны 
отклонения от характеристик внешней среды функционирования ПС 
за пределы, ограниченные сертификатом, и ситуации, не проверенные 
при сертификационных испытаниях. Эти обстоятельства способны 
вызывать катастрофические последствия, угрожающие надежности 
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функционирования и безопасности применения ПС. Наличие сертифи-
ката у ПС для критических систем является необходимым условием их 
допуска к эксплуатации. Однако любой сертификат на сложные систе-
мы не может гарантировать абсолютную их надежность применения. 
Отсутствие гарантии достижения в процессе создания ПС абсолют-
ной надежности их функционирования за счет использования высоких 
технологий, тестирования и сертификации заставляет искать дополни-
тельные методы и средства повышения надежности ПС. Для этого раз-
рабатываются и применяются методы оперативного обнаружения де-
фектов и искажений при исполнении программ путем введения в них 
временной, информационной и программной избыточности. Эти же ви-
ды избыточности используются для оперативного восстановления ис-
каженных программ и данных и предотвращения возможности развития 
результатов реализации угроз до уровня, нарушающего надежность 
функционирования ПС. Основная задача ввода избыточности состоит             
в ограничении или исключении возможности аварийных последствий от 
возмущений, соответствующих отказу системы. Любые аномалии при 
исполнении программ необходимо блокировать и по возможным по-
следствиям сводить до уровня сбоя путем быстрого восстановления. 
 
 
1.1.6 Особенности обеспечения надежности  
функционирования импортных программных средств 
 
Методы предотвращения и снижения влияния угроз надежности 
для зарубежных ПС имеют свои особенности. Отечественный поку-
патель импортных ПС обычно не знает об используемой технологии  
разработки и о классах ошибок. В составе пользовательской докумен-
тации, как правило, отсутствуют исходные тексты программ и номен-
клатура тестов, использованных при их отладке. Поэтому методы 
предотвращения ошибок в импортных программах и данных часто 
остаются недоступными и неизвестными отечественным специали-
стам. Это отражается на хроническом недоверии к качеству и надеж-
ности применения зарубежных программных компонентов или на 
слепой вере в их абсолютную безупречность. 
Комплексирование готовых импортных прикладных ПС в конкрет-
ной отечественной ИС создает условия для их функционирования, не 
всегда адекватные предусмотренным разработчиками и проверенным 
при испытаниях, хотя и не выходящие за пределы требований эксплуа-
тационной документации. Это способствует проявлению ранее скры-
тых дефектов и ошибок проектирования и их устранению. Для этого 
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ответственные и квалифицированные поставщики зарубежных ПС 
имеют службы сопровождения, регистрации и накопления претензий 
пользователей и быстрого реагирования для устранения реальных 
дефектов функционирования. Легальная закупка и использование 
лицензионно чистых ПС, обеспеченных сопровождением солидной 
фирмы-поставщика, позволяют в значительной степени снижать 
влияние на надежность ПС дефектов, не предотвращенных в процес-
се проектирования. 
Этому же может способствовать применение разработчиками ПС той 
же CASE-технологии, которая использовалась зарубежными решателя-
ми применяемых ПС, для чего, в частности, наиболее популярные 
СУБД при продаже комплектуются средствами соответствующей 
CASE-технологии. Поставки прикладных программ различного назна-
чения могут содержать рекомендации по использованию определенных 
CASE-технологий при комплексировании импортных компонентов               
в составе конкретной ИС. Это предотвращает наиболее сложные си-
стемные ошибки при использовании и интегрировании импортных ПС.  
Систематическое тестирование импортных ПС в процессе про-
ектирования производится самими разработчиками ИС. При отработ-
ке критических ПС целесообразны создание или закупка комплектов 
и генераторов тестов для тестирования конкретных ПС в составе ИС 
или автономно. Обнаружение некоторых ошибок проектирования и 
комплексирования зарубежных программных компонентов целесооб-
разно проводить силами зарубежной фирмы–разработчика с исполь-
зованием организационно и юридически оформленного механизма 
сопровождения изделий поставщиком. 
Обязательная сертификация зарубежных ПС для сложных, крити-
ческих ИС предполагает сопровождение закупаемых, лицензионно чи-
стых изделий сертификатом соответствия, выданным специализирован-
ной испытательной фирмой. Такое юридическое утверждение качества 
и надежности применения импортного изделия может быть недостаточ-
ным для особо важных, критических ИС, так как сертификат соответ-
ствия не всегда сопровождается протоколами испытаний и использо-
ванными при этом тестами, что не позволяет оценить полноту испыта-
ний. В этих случаях следует ориентироваться на дополнительную 
сертификацию импортных ПС отечественными проблемно-ориенти-
рованными, аттестованными сертификационными лабораториями. 
Такие испытания позволяют удостовериться в надежности применя-
емых зарубежных ПС, а также дополнительно выявить некоторые не-
корректности программ или документации. Их устранение требует вза-
имодействия с зарубежной фирмой-поставщиком для корректировки 
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изделий и исключения дефектов. Самостоятельное исправление выяв-
ленных ошибок отечественными специалистами сопряжено с риском 
внесения дополнительных вторичных ошибок из-за недостаточной 
квалификации и неполной информации о детальном содержании тек-
стов программ и описаний данных. Кроме того, любые изменения              
в сертифицированных изделиях помимо фирмы-поставщика приводят 
к автоматическому аннулированию выданного ею сертификата. До-
полнительное подтверждение сертификата соответствия отечествен-
ными специалистами может значительно повысить уверенность в 
надежности зарубежных ПС. 
Оперативные методы повышения надежности функционирования 
ПС предусматриваются в некоторых зарубежных изделиях и, в частно-
сти, в механизмах обеспечения целостности информации баз данных            
в реляционных СУБД. Однако разнообразие условий функционирова-
ния импортных ПС в сложных отечественных ИС не позволяет удовле-
твориться только штатными методами оперативного обнаружения ано-
малий и восстановления вычислительного процесса, программ и дан-
ных. Методы и средства для этого могут быть в ряде случаев достаточ-
но автономными и ориентированными на оперативное повышение 
надежности конкретной ИС в целом, а не только отдельных используе-
мых ПС. Эти специализированные методы и средства могут разрабаты-
ваться отечественными специалистами для обеспечения комплексной 
надежности с использованием всех импортных компонентов. Такой 
подход позволяет обеспечить комплексирование разнородных ПС раз-
личных зарубежных поставщиков и специализированной отечествен-
ной системы оперативной защиты в едином комплексе программ. При 
этом важно использовать концепцию и стандарты открытых систем при 
взаимодействии между как закупаемыми, так и вновь разрабатываемы-
ми компонентами ПС, а также при их взаимодействии с внешней сре-
дой. Применение стандартизированных интерфейсов открытых систем 
между прикладными программами и CASE–технологией является эф-
фективным современным методом повышения надежности информа-
ционных систем при наличии разнородных поставщиков компонентов. 
Таким образом, для обеспечения надежности функционирования за-
рубежных ПС в составе отечественных ИС прежде всего следует пол-
ностью отказаться от применения нелегальных импортных программ 
и баз данных. Процессы закупки, контроля и применения импортных 
ПС для сложных отечественных ИС должны быть организованы и под-
держаны дополнительными испытаниями. Использование лицензионно 
чистых ПС и тесное взаимодействие с их зарубежными фирмами–
поставщиками позволяют эффективно продолжать тестирование         
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программ при их комплексировании в отечественных ИС, оценивать и 
повышать надежность функционирования. При закупке зарубежных 
ПС целесообразно требовать сертификат соответствия и сопроводи-
тельную документацию по методам, тестам и результатам испытаний. 
В ряде случаев может быть необходима дополнительная сертификация 
импортных программ отечественными сертификационными лаборато-
риями. Кроме того, для каждой критической ИС должна разрабаты-
ваться специализированная система обеспечения надежности ее функ-
ционирования путем оперативного контроля, выявления дефектов и 
восстановления вычислительного процесса, программ и данных при 
искажениях, угрожающих надежности и безопасности применения. 
В импортных программах, кроме случайных ошибок, возможны 
преднамеренные фрагменты – «закладные элементы» и вирусы с це-
лью реализации вредных для эксплуатации функций, которые не опи-
саны в документации. До наступления определенного события «за-
кладной элемент» остается неактивным, а при выполнении некоторо-
го условия осуществляет разрушительные действия, приводящие к 
отказу и не предусмотренные функциональным назначением и доку-
ментацией. Сертификация импортных программ для удостоверения 
отсутствия в них вирусов или «закладных элементов» может осу-
ществляться в двух ситуациях: 1) при наличии в составе поставляе-
мой документации исходных текстов программ на языке программи-
рования и описаний алгоритмов обработки информации; 2) при нали-
чии только эксплуатационной документации, недостаточной для ана-
лиза содержания и текстов программ. 
В первом случае определение наличия в программе посторонних 
компонентов может производиться последовательной сверкой текста 
программы на языке программирования с описанием программы и 
спецификации. По тексту программы составляется блок-схема анали-
зируемого алгоритма, которая сравнивается с алгоритмом, изложен-
ным в описании программы. Если логическая структура алгоритмов 
различается, то следует проводить дополнительный анализ элементов 
блок-схем, в которых обнаружены различия. Такие различия могут 
быть обусловлены дефектами документации на программу, случай-
ными или предумышленными дефектами самой программы. Дефекты 
программы подлежат подробному анализу, классификации и коррек-
тировке, после чего ее следует подвергнуть полному тестированию и 
повторной сертификации на полное соответствие всей документации 
и отсутствие вредных компонентов. 
Во втором случае, который является наиболее массовым, задача 
значительно усложняется, так как исходные документы о структуре и 
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содержании программ и алгоритмов не поставляются. Для получения 
текста программы и алгоритма необходимо провести дизассемблиро-
вание объектного кода программы и выразить каждую функциональ-
ную команду кода ассемблера в виде логической процедуры для пред-
ставления как оператора блок-схемы алгоритма. Построенная блок-
схема подлежит анализу на наличие сомнительных конструкций, тупи-
ков и висячих вершин, которые могут оказаться «закладными элемен-
тами». Каждая сомнительная группа процедур подлежит дальнейшему 
анализу на возможность ее принадлежности «закладному элементу», 
вирусу или случайной ошибке. Выявленные участки программы, со-
держащие случайные и предумышленные дефекты, должны корректи-
роваться. После их исключения программа подлежит полному тести-
рованию на соответствие эксплуатационной документации. 
Четкое экономическое и юридическое взаимодействие с опреде-
ленными фирмами–поставщиками импортных ПС позволяет держать 
под контролем не только достижимую надежность ИС, но и значи-
тельно снижает вероятность злоумышленных аномалий в поставляе-
мых ими изделиях. Обнаружение и публикация сведений о преду-
мышленных негативных компонентах в программных продуктах спо-
собны нанести значительный ущерб репутации и бизнесу фирмы. 
 
 
Вопросы и задания для самоконтроля 
 
1 Приведите синонимы понятия стандарта.  
2 Приведите определение стандарта ПО.  
3 Приведите ключевые слова определения стандарта ПО. 
4 Дайте примеры нормативных документов рекомендательного 
характера. 
5 Когда рекомендательный стандарт становится регламентом? 
6 Как называется используемый стандарт, находящийся в процес-
се разработки? 
7 Чем продиктована необходимость стандартизации разработки 
ПО по мнению стандарта ISO/ IEC 12207? Поясните кратко с помо-
щью ключевых слов. 
8 По каким показателям можно провести систематизацию стан-
дартов в области ИТ? 
9 Приведите примеры стандартов де-факто и де-юре. 
10 Каковы исторически сложившиеся подходы в области стандар-
тизации ИТ? 
11 Чему посвящен и на что ориентирован стандарт ISO 12207? 
12 Чему посвящен и на что ориентирован стандарт ГОСТ 34? 
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13 Что такое сертификация? 
14 Назовите процессы, с которыми связана сертификация. 
15 Кто может выдавать сертификат на ПО? 
16 В каких случаях может быть выдан сертификат на ПО? 
17 Опишите схему процесса сертификации ПО. 
18 Гарантирует ли сертификат на ПО абсолютную надежность при 
его применении? 
19 За счет чего можно уменьшить влияние на надежность ПО не 
устраненных ошибок в ПО? 
20 Какая концепция принята в оперативных методах повышения 
надежности функционирования ПО? 
21 В каких случаях рекомендуется сертификация импортных ПО? 
 
 
1.2 Организации, разрабатывающие стандарты 
 
 
1.2.1 Международные организации,  
разрабатывающие и утверждающие стандарты 
 
Международная организация по стандартизации (ИСО) создана 
в 1946 году двадцатью пятью национальными организациями по 
стандартизации. Сфера деятельности ИСО1) касается стандартизации 
во всех областях, а также связана с проблемами сертификации. 
Основной задачей ИСО является содействие развитию стандарти-
зации и смежных видов деятельности в мире с целью обеспечения 
международного обмена товарами и услугами, а также развития          
сотрудничества в интеллектуальной, научно-технической и экономи-
ческой областях. 
В последнее десятилетие ИСО уделяет много внимания стандарти-
зации систем обеспечения качества, учитывая ожидания всех заинте-
ресованных сторон – производителей продукции (услуг), потребите-
лей, правительственных кругов, научно-технических и общественных 
организаций. 
                                                             
1) При создании организации и выборе ее названия учитывалась необходи-
мость того, чтобы аббревиатура наименования звучала одинаково на всех 
языках. Для этого было решено использовать греческое слово «isos» – равный. 
Поэтому на всех языках мира Международная организация по стандартизации 
имеет краткое название ISO (ИСО). 
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На сегодняшний день в состав ИСО входят около 120 стран. Всего в 
составе ИСО более 80 комитетов-членов. Кроме комитетов-членов 
членство в ИСО может иметь статус членов-корреспондентов, которы-
ми являются организации по стандартизации развивающихся госу-
дарств. Довольно широки деловые контакты ИСО: с ней поддерживают 
связь около 500 международных организаций, в том числе все cпeциа-
лизиpoвaнныe агентства ООН, работающие в смежных направлениях. 
Крупнейший партнер ИСО – Международная электротехническая 
комиссия (МЭК). Вопросы информационной технологии, микропро-
цессорной техники и т. п. входят в область совместных разработок 
ИСО/МЭК. В целом эти две организации охватывают международной 
стандартизацией все области техники. Кроме того, они стабильно 
взаимодействуют в области информационных технологий и телеком-
муникации. 
Решение вопроса о применении международного стандарта ИСО 
связано в основном со степенью участия страны в международном 
разделении труда и состоянием ее внешней торговли. 
Наиболее тесное сотрудничество поддерживается между ИСО и 
Европейским комитетом по стандартизации СЕН (Comité Européen de 
Normalisation, CEN) – международная некоммерческая организация1), 
основной целью которой является содействие развитию торговли то-
варами и услугами путём разработки европейских стандартов (евро-
норм, EN). Главное направление деятельности СЕН – помощь евро-
пейской экономике в глобальной торговле, в улучшении благосостоя-
ния европейских граждан и окружающей среды путем разработки ев-
ропейских стандартов (евронорм), на которые могли бы ссылаться 
межправительственные организации; путем обеспечения единообраз-
ного применения в странах-членах международных стандартов ИСО и 
МЭК; сотрудничества со всеми организациями региона, занимающи-
мися стандартизацией; предоставления услуг по сертификации на со-
ответствие европейским стандартам. СЕН разрабатывает европейские 
стандарты в таких областях, как оборудование для авиации, водо-
нагревательные газовые приборы, газовые баллоны, комплектующие 
детали для подъемных механизмов, газовые плиты, сварка и резка, 
трубопроводы и трубы, насосные станции и др. 
История стандартов качества ИСО 9000 восходит к Британским 
стандартам BSI 5750, которые были одобрены Британским институ-
том стандартов (British Standard Institute – BSI) в 1979 г. В свою       
                                                             
1) Не имеет в качестве основной цели своей деятельности извлечение прибыли 
и не распределяет полученную прибыль между участниками. 
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очередь, эти стандарты часто считаются восходящими к американским 
военным стандартам MIL-Q9858, принятым в конце 50-х гг. в США. 
Стандарты серии ИСО 9000 – это пакет документов по созданию систем 
качества и обеспечению качества, подготовленный членами междуна-
родной организации, известной как «ИСО/Технический Комитет 176» 
(ISO/TC 176). Ныне стандарт BSI 5750 известен как стандарт ИСО 9000 
версии2) 1987 г. Причиной пересмотра стала необходимость учесть в 
стандартах требования к качеству ряда специфических продуктов, кото-
рые не были учтены при разработке первой версии стандартов. Кстати, 
одним из таких специфических продуктов было ПО, которое теперь то-
же подлежит сертификации по ИСО. Три стандарта из серии ИСО 9000 
(ИСО 9001, ИСО 9002 и ИСО 9003) являются фундаментальными доку-
ментами системы качества, определяют методологию обеспечения ка-
чества и представляют собой три различные модели функциональных 
или организационных взаимоотношений между участниками системы 
(как правило «поставщик», «потребитель»). Собственно, именно по 
этим стандартам и проводится сертификация «поставщика», являюще-
гося основным объектом управления качеством.  
Базовая серия (семейство) ИСО 9000 состоит из следующих стан-
дартов: ISO 9000 «Общее руководство качеством и стандарты по 
обеспечению качества. Руководящие указания по выбору и примене-
нию»; ISO 9001 «Системы качества. Модель для обеспечения качества 
при проектировании и\или разработке, монтаже и обслуживании»; 
ISO 9002 «Системы качества. Модель для обеспечения качества при 
производстве и монтаже»; ISO 9003 «Системы качества. Модель для 
обеспечения качества при окончательном контроле и испытаниях»; 
ISO 9004 «Общее руководство качеством и элементы системы каче-
ства. Руководящие указания». 
Система стандартов (точнее ее подмножество – 9001-9003) облада-
ет определенной вложенностью, т. е. каждый последующий стандарт 
определяет систему качества для более узкой области, нежели преды-
дущий. Стандарты 9000 и 9004 определяют общие требования к си-
стеме качества и модели управления качеством.  
Международная электротехническая комиссия (МЭК) создана 
на международной конференции, в работе которой участвовали                
13 стран, в наибольшей степени заинтересованных в такой организа-
ции. Датой начала международного сотрудничества по электротехнике 
считается 1881 году, когда состоялся первый Международный         
                                                             
2) Термин «версии» означает, что в настоящее время данный стандарт пере-
смотрен. 
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конгресс по электричеству. Позже, в 1904 году, правительственные 
делегаты конгресса решили, что необходима специальная организа-
ция, которая бы занималась стандартизацией параметров электриче-
ских машин и терминологией в этой области. 
После второй мировой войны, когда была создана ИСО, МЭК стала 
автономной организацией в ее составе. МЭК занимается стандартиза-
цией в области электротехники, электроники, радиосвязи, приборо-
строения. Эти области не входят в сферу деятельности ИСО. 
Объединенный технический комитет JTC11) был создан в 
1987 году путем объединения деятельности в области стандартизации 
ИТ двух организаций: ИСО и МЭК. JTC1 формирует всеобъемлющую 
систему базовых стандартов в области ИТ и их расширений для кон-
кретных сфер деятельности. 
JTC1 имеет около 17 подкомиссий, работа которых покрывает все: от 
техники программного обеспечения до языков программирования, ком-
пьютерной графики и обработки изображения, соединения оборудова-
ния, методов защиты и т. д. Работа над стандартами ИТ в JTC1 темати-
чески распределена по подкомитетам (Subcommittees – SC). В дополне-
ние создана специальная группа по функциональным стандартам (Spe-
cial Group on Functional Standards – SGFS) для обработки предложений 
по международным стандартизованным профилям (International Stand-
ardized Profiles – ISPs), представляющим определения профилей ИТ. 
Перечислим основные подкомитеты и группы JTC1, связанные с раз-
работкой стандартов ИТ, относящихся к окружению открытых систем 
(Open Systems Environment – OSE): C2 – Символьные наборы и кодиро-
вание информации; SC6 – Телекоммуникация и информационный обмен 
между системами; SC7 – Разработка программного обеспечения и си-
стемная документация; SC18 – Текстовые и офисные системы; SC21 – 
Открытая распределенная обработка (Open Distributed Processing – ODP), 
управление данными (Data Management – DM) и взаимосвязь открытых 
систем (OSI); SC22 – Языки программирования, их окружение и интер-
фейсы системного программного обеспечения; SC24 – Компьютерная 
графика; SC27 – Общие методы безопасности для ИТ–приложений; 
SGFS – Cпeциальная группа по фyнкциoнальным стaндapтaм. 
Современная техника управления качеством, например, концепция 
Total Quality Management (TQM), базируется на управлении качеством. 
На современном этапе недостаточно иметь только методы оценки          
качества произведенного и используемого программного средства 
(выходной контроль), необходимо иметь возможность планировать 
                                                             
1) Joint Technical Committee 1 – Объединенный технический комитет 1. 
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качество, измерять его на всех этапах жизненного цикла программно-
го средства и корректировать процесс производства программного 
обеспечения для улучшения качества. Международные стандарты се-
рии ISO 9000 регламентируют создание системы управления каче-
ством, однако они являются рекомендательными. Каждая компания, 
производящая программное обеспечение и желающая внедрить у себя 
действенную систему управления качеством на основе стандартов 
ISO 9000-й серии, должна учесть специфику своей отрасли и разрабо-
тать систему показателей кaчествa, которая бы отражала реальное 
влияние факторов качества на программный продукт. 
Американский национальный институт стандартов и техноло-
гий. Национальным органом по стандартизации в США является 
Американский национальный институт стандартов и технологии 
(NIST). Его предшественники: 1) Американский комитет технической 
стандартизации, который в 1928 году был реорганизован в Американ-
скую ассоциацию по стандартизации (ASA); 2) Организация по стан-
дартизации США (USASI), просуществовавшая менее трех лет и пре-
образованная в ANSI, а теперь – NIST. 
NIST – неправительственная некоммерческая организация, коор-
динирующая работы по добровольной стандартизации в частном сек-
торе экономики, руководящая деятельностью организаций – разра-
ботчиков стандартов, принимающая решения о придании стандарту 
статуса национального (если в нем заинтересованы различные фирмы 
и стандарт приобретает межотраслевой характер). NIST не разрабаты-
вает стандарты, но является единственной организацией в США, при-
нимающей (утверждающей) национальные стандарты. Это отвечает 
основной задаче NIST – содействию решения проблем, имеющих об-
щегосударственное значение (экономия энергоресурсов, защита окру-
жающей среды, обеспечение безопасности жизни людей и условий про-
изводства). Институт разрабатывает целевые программы. Программно-
целевое планирование охватывает производство и транспортировку 
топлива, снабжение электроэнергией, применение ядерной, солнечной и 
других видов энергии. Значительно меньше внимания уделяется разра-
ботке стандартов на готовую продукцию, поскольку в этой области дей-
ствуют фирменные нормативные документы. 
Национальные (федеральные) стандарты содержат обязательные к 
выполнению требования, касающиеся в основном аспектов безопас-
ности. Наряду с обязательными федеральными стандартами в США 
действуют технические регламенты, утверждаемые органами госу-
дарственного управления – Министерством торговли, Министерством 
обороны, Управлением служб общего назначения, Федеральным 
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агентством по охране окружающей среды, Федеральным агентством 
по охране труда и здоровья на производстве, Федеральным управле-
нием по безопасности пищевых продуктов и медикаментов, Комисси-
ей по безопасности потребительских товаров и некоторыми другими. 
NIST поддерживает тесные деловые контакты с этими организациями, 
в частности, по информационному обеспечению фирм, частных орга-
низаций, разрабатывающих стандарты. Сами указанные выше органы 
управления нередко участвуют в разработке фирменных стандартов и 
учитывают наличие таковых при планировании создания федерально-
го стандарта. Нередки случаи, когда фирменный стандарт, удовлетво-
ряя их требованиям, принимается в качестве федерального. 
Разрабатывают федеральные стандарты авторитетные организации, 
аккредитованные Американским национальным институтом стандартов. 
Наиболее известные из них: Американское общество по контролю каче-
ства (ASQC); Американское общество инженеров-механиков (ASME); 
Институт инженеров по электротехнике и электронике (IEEE) и др. 
Эти организации разрабатывают не только федеральные стандарты, 
но и стандарты, носящие добровольный характер. В учебнике Г. Д. Кры-
лова приводятся данные, что в США разработкой добровольных стан-
дартов занимаются более 400 различных организаций и фирм, а доб-
ровольных стандартов насчитывается более 35 тыс. [2, с. 17]. 
На сегодняшний день членами NIST состоят более 1 200 фирм, 
свыше 250 производственных и торговых компаний, научно-
технических и инженерных обществ. 
 
 
1.2.2 Закрепление интеллектуальной собственности  
в Республике Беларусь 
 
Законом Республики Беларусь от 30.12.2002 г., № 171-3 «О внесе-
нии изменений и дополнений в Гражданский процессуальный кодекс          
Республики Беларусь» расширена компетенция судебной коллегии по 
патентным делам. В настоящее время коллегии подсудны не только дела 
по спорам, касающимся объектов промышленной собственности, но и 
дела, связанные с защитой авторских и смежных прав, т. е. любые дела 
относительно всех объектов интеллектуальной собственности в целом. 
Кодексом Республики Беларусь «О судоустройстве и статусе су-
дей» от 29.06.2006 г., № 139-3 судебная коллегия по патентным делам 
Верховного Суда Республики Беларусь переименована в судебную 
коллегию по делам интеллектуальной собственности Верховного Су-
да Республики Беларусь. 
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Национальным центром интеллектуальной собственности от 
29.08.2007 г., № 146 разработана инструкция о порядке осуществле-
ния регистрации компьютерных программ.  
 
 
1.2.3 В нутрифирменные (внутрикорпоративные) стандарты  
 
Внутрифирменные стандарты действуют внутри организации – 
разработчика ПО или любой другой компании, связанной с информа-
ционными технологиями. Такие стандарты, как правило, регламенти-
руют порядок оформления документации, приказов и технической 
литературы внутри компании, пользовательский интерфейс разраба-
тываемых приложений (например, запрет на использование некото-
рых элементов интерфейса), стиль программирования, спецификацию 
модулей, имена используемых переменных, таблиц баз данных (БД). 
Внутрикорпоративные (внутрифирменные) стандарты имеют узкую 
сферу полномочий (одна или несколько фирм), но играют большую 
роль, так как они абсолютно конкретны. 
Внутрифирменные (внутрикорпоративные) стандарты занимают 
особое место в классификации стандартов. Это связано с тем, что они 
регламентируют технологические процессы, происходящие внутри 
фирмы (например, процессы анализа, кодирования, тестирования), 
они максимально конкретны и детализируют уровень мероприятий, 
если пользоваться управленческой терминологией. 
Внутрифирменные стандарты, как правило, базируются на приме-
нении методик и технологий, которые зарекомендовали себя лучшим 
образом в аналогичных проектах; получили наибольшее распростра-
нение в области разработки программного обеспечения; получили 
наибольшее распространение в области, для которой программное 
обеспечение создается; являются передовыми и многообещающими. 
Вместе с тем внутрифирменные стандарты учитывают особенности 
предприятия – разработчика программного обеспечения. Его кон-
кретные особенности связаны со средством разработки, на котором 
кодируется программное средство, квалификацией персонала, финан-
совым положением фирмы. 
Разработать универсальный стандарт и тиражировать его на раз-
личных предприятиях, к сожалению, невозможно. Существуют общие 
подходы, известны технологии разработки внутрикорпоративных 
стандартов, но всякий раз этот процесс уникален, поскольку не суще-
ствует двух совершенно одинаковых предприятий – они различаются 
отраслевой спецификой, размерами, стратегией, организационной 
  25 
структурой и многими другими факторами. Кроме того, документы, 
особенно относящиеся к внутреннему документообороту, различают-
ся в силу устоявшихся бизнес-правил, традиций, корпоративной куль-
туры, отношений между подразделениями. Внутрикорпоративные 
стандарты, разработанные для одного предприятия, не подойдут для 
другого. Поэтому типового внутрикорпоративного стандарта просто 
не может быть. При этом следует различать структуру бизнес-
процессов, которая действительно может быть типовой, и внутрикор-
поративный стандарт, согласующий структуру бизнес-процессов и 
организационную структуру конкретного предприятия. 
Любой внутрикорпоративный стандарт должен иметь юридиче-
скую силу внутри предприятия, т. е. быть оформлен в виде документа 
и быть введен в действие приказом или распоряжением. В приказе 
ввода в действие внутрикорпоративного стандарта, как правило, 
должны содержаться следующие пункты: срок действия стандарта 
(например, «со дня подписания», «с 1 сентября 2013 года»); область 
действия (распространяется на процесс кодирования и тестирова-
ния); способ доведения до исполнителей (например, «Руководителям 
подразделений зачитать приказ в вверенных им подразделениях»); 
ответственные лица за контролем исполнения (например, «Кон-
троль за исполнением стандарта»); ответственность (например,  
«За невыполнение пунктов стандарта сотрудник лишается премии»). 
Если вышеперечисленные пункты отсутствуют, то сложно разби-
рать возможные конфликтные ситуации. Если стандарт вообще не 
оформлен в виде документа, то фактически это обозначает, что его не 
существует вовсе, в этом случае конфликтные ситуации неизбежны. 
На практике на вопрос о правомерности применения того или иного 
проектного решения (например, использования элемента интерфейса) 
можно услышать: «Так было всегда». Такая практика вредна, стандарт 
должен быть оформлен, а не передаваться старожилами из уст в уста. 
Выявляется и ряд отрицательных моментов, связанных с внутри-
фирменными стандартами. Первый момент – стандарты должны тща-
тельно разрабатываться, продумываться, и, создавая их, фирма должна 
учесть большое количество нюансов, чтобы не переделывать стандарт 
через месяц. Стандарт – это то, что дает стабильность. Второй момент 
находится в некотором противоречии с первым – стандарты могут 
тормозить использование современных технологий и средств. Это осо-
бенно важно в сфере ИТ, где развитие технологий и их смена идут 
очень быстро. Этого можно избежать, если разработать внутри фирмы 
механизм регулярного пересмотра стандарта для включения в него со-
временных и передовых элементов. В комиссию по пересмотру        
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стандартов должны входить специалисты высокой квалификации из 
всех заинтересованных подразделений, мнение конечного потребителя 
также должно быть учтено (например, по вопросу пользовательского 
интерфейса или совместимости с другими программными средствами). 
Внутрифирменные стандарты можно разделить по отношению к 
процессам производства на производственные и управленческие стан-
дарты. Производственные стандарты – это те стандарты, которые ре-
гламентируют процессы производства программного обеспечения по 
этапам и стадиям жизненного цикла. Управленческие стандарты ре-
гламентируют порядок управления производственными процессами. 
С помощью внутрифирменных стандартов: 
– достигаются лучшие показатели обучения персонала, проще за-
менить человека в случае его увольнения, можно брать на работу спе-
циалистов более низкой квалификации и доучивать их на месте без 
серьезных затрат для фирмы; 
– повышаются надежность и качество программного обеспечения; 
– повышается дружественность программного продукта, сокра-
щаются сроки обучения конечного пользователя; 
– улучшается обслуживание, сокращаются сроки внедрения про-
граммы. 
 
 
Вопросы и задания для самоконтроля 
 
1 Какие организации, разрабатывают и утверждают стандарты? 
2 Расшифруйте аббревиатуру ИСО, МЭК и СЕН. 
3 Каковы цели, задачи ИСО, МЭК и СЕН? 
4 Чему посвящены стандарты ИСО серии 9000? 
5 Что такое TQM? 
6 Каковы цели и задачи объединенного технического комитета и 
американского национального института стандартов и технологии? 
7 Разрешает ли спорные вопросы об интеллектуальной собствен-
ности Национальный центр интеллектуальной собственности в РБ? 
8 На чем базируются внутрифирменные стандарты? 
9 Можно ли разработать универсальный внутрифирменный 
стандарт и тиражировать его на различных предприятиях и почему? 
10 Что должен содержать приказ ввода в действие внутрикорпора-
тивного стандарта? 
11 Как систематизируются внутрифирменные стандарты по отно-
шению к процессу производства? 
12 Каковы плюсы и минусы использования внутрифирменных 
стандартов? 
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2 Жизненный цикл программного обеспечения 
 
 
2.1 Систематизация процессов жизненного цикла 
 
 
2.1.1 Ж изненны й цикл программного обеспечения  
и его стандартизация 
 
Слова «жизненный цикл системы» или «жизненный цикл про-
граммного средства» часто появляются в статьях и звучат в разгово-
рах разработчиков, по крайней мере, руководителей проектов и под-
разделений. Всем понятно, что относятся они к тому, что и в какой 
последовательности должно делаться при создании и эксплуатации 
систем. Но прежде чем две организации или два специалиста догово-
рятся о том, что конкретно входит или не входит в ЖЦ, проходит зна-
чительное время. А позже вполне может обнаружиться, что эти двое 
(две «стороны») все-таки по-разному понимают, какие работы будут 
входить в ЖЦ, а какие – нет, какие проверки будут планироваться, ко-
гда и т. д. Естественно, общие принципы организации работ описаны 
давно, но что делать сторонам в конкретном проекте – это каждый раз 
приходится решать заново. 
ЖЦ ПС в стандартах представляет собой набор этапов, частных ра-
бот и операций в последовательности их выполнения и взаимосвязи, 
регламентирующих ведение работ от подготовки технического зада-
ния до завершения испытаний ряда версий и окончания эксплуатации 
ПС или информационной системы (ИС). Стандарты включают прави-
ла описания исходной информации, способов и методов выполнения 
операций, устанавливают правила контроля технологических процес-
сов, требования к оформлению их результатов, а также регламенти-
руют содержание технологических и эксплуатационных документов 
на комплексы программ. Они определяют организационную структу-
ру коллектива, обеспечивают распределение и планирование заданий, 
а также контроль за ходом создания ПС. 
Кроме вопросов выбора типа общего устройства ЖЦ есть пробле-
мы с решением частных вопросов о включении или невключении                
в ЖЦ отдельных работ, очень важных для качества ПС и системы: 
что документировать при создании системы и ПС, какие работы 
должны будут гарантировать качество продукта, с какой степенью 
организационной независимости должны выполняться проверочные 
  28 
процедуры разных типов, чем будет обеспечиваться соответствие раз-
рабатываемого ПС требованиям ко всей системе и соответствие ПС 
потребностям в системе. 
Существующее многообразие номенклатуры и функциональных 
возможностей эксплуатируемых, разрабатываемых и перспективных 
ПС затрудняет использование для них традиционных методов стан-
дартизации групп (видов) однородной продукции. В то же время обя-
зательная реализация в ходе проекта типовых процессов ЖЦ (заказ, 
поставка, разработка, эксплуатация, сопровождение и т. д.) дает воз-
можность использовать принципы и методы функциональной стан-
дартизации, основанные на применении базовых стандартов и раз-
работанных на их основе профилей стандартов для конкретного типа 
объекта (в нашем случае – проекта и системы). 
Под базовым стандартом понимается принятый нормативный до-
кумент, регламентирующий типовые (возможно, многовариантные) 
требования, нормы и правила применительно к данному объекту 
стандартизации. 
Под профилем стандарта понимается принятый нормативный до-
кумент, регламентирующий требования, нормы и правила, выбранные 
из базовых стандартов и при необходимости дополненные и/или 
уточненные (ограниченные) применительно к конкретной классифи-
кационной группе данного объекта стандартизации. 
Основные современные зарубежные стандарты ориентированы на 
описание ЖЦ сложных ПС обработки информации и управления в ре-
альном времени. К таким ПС предъявляются наиболее высокие тре-
бования по качеству функционирования, они создаются большими 
коллективами специалистов в течение длительного времени. 
В странах СНГ первые основы построения и использования профи-
лей стандартов ЖЦ ПС заложены принятием в качестве базового 
стандарта России ГОСТ Р ИСО/МЭК12207. Данный документ тесно 
взаимосвязан с рядом стандартов, принятых ранее, и с некоторыми 
стандартами, разрабатываемыми в данное время на основе прямого 
применения стандартов ИСО. 
Актуальность стандарта ГОСТ Р ИСО/МЭК 12207 для современ-
ных условий настолько высока, что принятие в ISO его исходного, 
международного варианта вскоре вызвало самую положительную 
оценку российских экспертов. Был дан ряд рекомендаций по его ис-
пользованию в реальных условиях. В данном стандарте программное 
обеспечение ПО (или программный продукт) определяется как набор 
компьютерных программ, процедур и, возможно, связанной с ними 
документации и данных. Процесс определяется как совокупность  
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взаимосвязанных действий, преобразующих некоторые входные дан-
ные в выходные. Каждый процесс характеризуется определенными 
задачами и методами их решения, исходными данными, полученными 
от других процессов, и результатами. 
Следует отметить, что в Белоруссии и России создание ПО перво-
начально, в 70-е гг. 20 в., регламентировалось стандартами            
ГОСТ ЕСПД (Единой системы программной документации – серия 
ГОСТ 19.ХХХ), которые были ориентированы на класс относительно 
простых программ небольшого объема, создаваемых отдельными 
программистами. В настоящее время эти стандарты устарели кон-
цептуально и по форме, сроки их действия закончились и использо-
вание нецелесообразно. Процессы создания автоматизированных си-
стем (АС), в состав которых входит и ПО, регламентированы стан-
дартами ГОСТ 34.601-90 «Информационная технология. Комплекс 
стандартов на автоматизированные системы. Автоматизированные 
системы. Стадии создания», ГОСТ 34.602-89 «Информационная тех-
нология. Комплекс стандартов на автоматизированные системы. 
Техническое задание на создание автоматизированной системы» и 
ГОСТ 34.603-92 «Информационная технология. Виды испытаний ав-
томатизированных систем». Однако процессы создания ПО для со-
временных распределенных АС, функционирующих в неоднородной 
среде, в этих стандартах отражены недостаточно, а отдельные их по-
ложения явно устарели.  
В стандарте ГОСТ Р ИСО/МЭК 12207 впервые реализован прин-
цип структурной стандартизации ЖЦ ПС на основе регламентации 
требований к процессам, работам и задачам, входящим в полную ти-
повую структуру ЖЦ ПС. 
 
 
2.1.2 Систематизация процессов жизненного цикла  
программного средства 
 
Процессы ЖЦ ПС выделены по принципу ответственности субъ-
екта (заказчика, поставщика, разработчика и т. д.), реализующего 
конкретный процесс. В свою очередь, каждый из процессов состоит 
из ряда работ и решаемых при выполнении соответствующей работы 
задач. С точки зрения соподчиненности и важности данных процес-
сов они разбиты на три группы: основные; вспомогательные; органи-
зационные. 
Группа основных процессов включает в себя процессы: приобрете-
ние; поставка; разработка; эксплуатация; сопровождение. 
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Группа вспомогательных процессов включает в себя процессы, 
обеспечивающие выполнение основных процессов: документирова-
ние; управление конфигурацией; обеспечение качества; верификация; 
аттестация; оценка; аудит; решение проблем. 
Группа организационных процессов включает в себя процессы: 
управление проектами; создание инфраструктуры проекта; опреде-
ление, оценка и улучшение самого ЖЦ; обучение. 
 
 
2.1.3 Основные процессы жизненного цикла  
программного средства 
 
Процесс поставки (supply process) охватывает действия и задачи, 
выполняемые поставщиком, который снабжает заказчика программ-
ным продуктом или услугой. 
Процесс разработки (development process) предусматривает дей-
ствия и задачи, выполняемые разработчиком, и охватывает работы по 
созданию ПС и его компонентов в соответствии с заданными требо-
ваниями, включая оформление проектной и эксплуатационной доку-
ментации; подготовку материалов, необходимых для проверки рабо-
тоспособности и соответствующего качества программных продук-
тов, материалов, необходимых для организации обучения персонала, 
и т. д. Квалификационное тестирование ПС проводится разработчи-
ком в присутствии заказчика (по возможности) для демонстрации то-
го, что ПС удовлетворяет своим спецификациям и готово к использо-
ванию в условиях эксплуатации. Квалификационное тестирование 
выполняется для каждого компонента ПС по всем разделам требова-
ний при широком варьировании тестов. При этом также проверяются 
полнота технической и пользовательской документации и ее адекват-
ность самим компонентам ПС. 
Процесс эксплуатации (operation process) охватывает действия и 
задачи оператора – организации, эксплуатирующей систему. 
Процесс сопровождения (maintenance process) предусматривает 
действия и задачи, выполняемые сопровождающей организацией 
(службой сопровождения). Данный процесс активизируется при из-
менениях (модификациях) программного продукта и соответствую-
щей документации, вызванных возникшими проблемами или потреб-
ностями в модернизации либо адаптации ПС. В соответствии со стан-
дартом IEEE-90 под сопровождением понимается внесение изменений 
в ПС в целях исправления ошибок, повышения производительности 
или адаптации к изменившимся условиям работы или требованиям. 
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2.1.4 Вспомогательные процессы жизненного цикла  
программного средства 
 
Вспомогательные процессы жизненного цикла программного 
средства. Процесс документирования (documentation process) преду-
сматривает формализованное описание информации, созданной в те-
чение ЖЦ ПС. Данный процесс состоит из набора действий, с помо-
щью которых планируют, проектируют, разрабатывают, выпускают, 
редактируют, распространяют и сопровождают документы, необхо-
димые для всех заинтересованных лиц, таких как руководители, тех-
нические специалисты и пользователи системы.  
Процесс управления конфигурацией (configuration management pro-
cess) предполагает применение административных и технических 
процедур на всем протяжении ЖЦ ПС для определения состояния 
компонентов ПС в системе, управления модификациями ПС, описа-
ния и подготовки отчетов о состоянии компонентов ПС и запросов на 
модификацию, обеспечения полноты, совместимости и корректности 
компонентов ПС, управления хранением и поставкой ПС. Согласно 
стандарту IEEE–90 под конфигурацией ПС понимается совокупность 
его функциональных и физических характеристик, установленных              
в технической документации и реализованных в ПС. 
Процесс обеспечения качества (quality assurance process) обеспечи-
вает соответствующие гарантии того, что ПС и процессы его ЖЦ со-
ответствуют заданным требованиям и утвержденным планам. Под ка-
чеством ПС понимается совокупность свойств, которые характери-
зуют способность ПС удовлетворять заданным требованиям. 
Для получения достоверных оценок создаваемого ПС процесс обеспе-
чения его качества должен происходить независимо от субъектов, непо-
средственно связанных с разработкой ПС. При этом могут использовать-
ся результаты других вспомогательных процессов, таких как верифика-
ция, аттестация, совместная оценка, аудит и разрешение проблем. 
Подготовительная работа заключается в координации с другими 
вспомогательными процессами и планировании самого процесса 
обеспечения качества с учетом используемых стандартов, методов, 
процедур и средств. 
Обеспечение качества продукта подразумевает гарантирование 
полного соответствия программных продуктов и документации на 
них требованиям заказчика, предусмотренным в договоре. 
Обеспечение качества процесса предполагает гарантирование со-
ответствия процессов ЖЦ ПС, методов разработки, среды разработки 
и квалификации персонала условиям договора, установленным стан-
дартам и процедурам. 
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Обеспечение прочих показателей качества системы осуществляется 
в соответствии с условиями договора и стандартом качества ISO 9001. 
Процесс верификации (verification1) process) состоит в определении 
того, что программные продукты, являющиеся результатами некото-
рого действия, полностью удовлетворяют требованиям или условиям, 
обусловленным предшествующими действиями (верификация в «уз-
ком» смысле означает формальное доказательство правильности ПС). 
Для повышения эффективности верификация должна как можно 
раньше интегрироваться с использующими ее процессами (такими 
как поставка, разработка, эксплуатация или сопровождение). Данный 
процесс может включать анализ, оценку и тестирование. 
Верификация может проводиться с различными степенями незави-
симости. Степень независимости может варьироваться от выполнения 
верификации самим исполнителем или другим специалистом данной 
организации до ее выполнения специалистом другой организации с 
различными вариациями. Если процесс верификации осуществляется 
организацией, не зависящей от поставщика, разработчика, оператора 
или службы сопровождения, то он называется процессом независимой 
верификации. 
В процессе верификации проверяются следующие условия: непро-
тиворечивость требований к системе и степень учета потребностей 
пользователей; возможности поставщика выполнить заданные требо-
вания; соответствие выбранных процессов ЖЦ ПС условиям догово-
ра; адекватность стандартов, процедур и среды разработки процессам 
ЖЦ ПС; соответствие проектных спецификаций ПС заданным требо-
ваниям; корректность описания в проектных спецификациях входных 
и выходных данных, последовательности событий, интерфейсов, ло-
гики и т. д.; соответствие кода проектным спецификациям и требова-
ниям; тестируемость и корректность кода, его соответствие принятым 
стандартам кодирования; корректность интеграции компонентов ПС в 
систему; адекватность, полнота и непротиворечивость документации. 
 Процесс аттестации (validation2) process) предусматривает опре-
деление полноты соответствия заданных требований и созданной си-
стемы или программного продукта их конкретному функциональному 
назначению.  
Под аттестацией обычно понимаются подтверждение и оценка 
достоверности проведенного тестирования ПС. Аттестация должна 
гарантировать полное соответствие ПС спецификациям, требованиям 
                                                             
1) verification – проверка, подтверждение, засвидетельствование; 
2) validation – утверждение ратификация, легализация, придание законной силы. 
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и документации, а также возможность его безопасного и надежного при-
менения пользователем. Аттестацию рекомендуется выполнять путем те-
стирования во всех возможных ситуациях и использовать при этом неза-
висимых специалистов. Аттестация может проводиться на начальных 
стадиях ЖЦ ПС или как часть работы по приемке ПС. Аттестация, также 
как и верификация, может осуществляться с различными степенями не-
зависимости. Если процесс аттестации выполняется организацией, не за-
висящей от поставщика, разработчика, оператора или службы сопровож-
дения, то он называется процессом независимой аттестации. 
Процесс совместной оценки (joint review process) предназначен для 
оценки состояния работ по проекту и ПС, создаваемому при выпол-
нении данных работ (действий). Он сосредоточен в основном на кон-
троле планирования и управления ресурсами, персоналом, аппарату-
рой и инструментальными средствами проекта. Оценка применяется 
как на уровне управления проектом, так и на уровне технической реа-
лизации проекта и проводится в течение всего срока действия догово-
ра. Данный процесс может выполняться двумя любыми сторонами, 
участвующими в договоре, при этом одна сторона проверяет другую. 
Процесс аудита (audit process) представляет собой определение соот-
ветствия требованиям, планам и условиям договора. Аудит может вы-
полняться двумя любыми сторонами, участвующими в договоре, когда 
одна сторона проверяет другую. Аудит – это ревизия (проверка), прово-
димая компетентным органом (лицом) в целях обеспечения независи-
мой оценки степени соответствия ПС или процессов установленным 
требованиям. Аудит служит для установления соответствия реальных 
работ и отчетов требованиям, планам и контракту. Аудиторы (ревизо-
ры) не должны иметь прямой зависимости от разработчиков ПС. Они 
определяют состояние работ, использование ресурсов, соответствие до-
кументации спецификациям и стандартам, корректность тестирования. 
Процесс разрешения проблем (problem resolution process) преду-
сматривает анализ и решение проблем (включая обнаруженные несо-
ответствия) независимо от их происхождения или источника, которые 
обнаружены в ходе разработки, эксплуатации, сопровождения или 
других процессов. Каждая обнаруженная проблема должна быть 
идентифицирована, описана, проанализирована и разрешена.  
 
 
Вопросы и задания для самоконтроля 
 
1 Включение или невключение в ЖЦ каких работ вызывают про-
блемы? 
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2 На основании каких принципов принято систематизировать 
ЖЦ ПО? 
3 Перечислите основные процессы ЖЦ ПО. 
4 Перечислите вспомогательные процессы ЖЦ ПО. 
5 Перечислите организационные процессы ЖЦ ПО. 
6 Из набора каких действий состоит процесс документирования 
ЖЦ ПО? 
7 Что такое верификация? Кто её проводит?  
8 Что такое аттестация? Кто её проводит?  
9 Что такое совместная оценка? Кто её проводит?  
10 Что такое аудит? Кто его проводит?  
 
 
2.2 Основные модели жизненного цикла 
 
 
2.2.1 Классический жизненный цикл программных средств 
 
Модель жизненного цикла: структура, состоящая из процессов, 
работ и задач, включающих в себя разработку, эксплуатацию и со-
провождение программного продукта, охватывающая жизнь системы 
от установления требований к ней до прекращения ее использования. 
К настоящему времени наибольшее распространение получили 
следующие основные модели ЖЦ: классическая или каскадная мо-
дель (70–80-е гг. 20 в.); спиральная модель (80–90-е гг. 20 в.). 
Старейшей парадигмой процесса разработки ПО является класси-
ческий жизненный цикл [1]. Очень часто классический жизненный 
цикл называют каскадной или водопадной моделью, подчеркивая, что 
разработка рассматривается как последовательность этапов, причем 
переход на следующий, иерархически нижний этап происходит толь-
ко после полного завершения работ на текущем этапе. 
В изначально существовавших однородных информационных си-
стемах каждое приложение представляло собой единое целое. Для 
разработки такого типа приложений применялся каскадный способ. 
Его основной характеристикой является разбиение всей разработки на 
этапы: формирования требований к ПО; проектирование; реализация; 
тестирование; ввод в действие; эксплуатация и сопровождение. 
Переход с одного этапа на следующий происходит только после того, 
как будет полностью завершена работа на текущем. Каждый этап за-
вершается выпуском полного комплекта документации, достаточной 
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для того, чтобы разработка могла быть продолжена другой командой 
разработчиков. 
Положительные стороны применения каскадного подхода заклю-
чаются в следующем: на каждом этапе формируется законченный 
набор проектной документации, отвечающий критериям полноты и 
согласованности; выполняемые в логичной последовательности этапы 
работ позволяют планировать сроки завершения всех работ и соответ-
ствующие затраты. 
Основным недостатком каскадного подхода является существен-
ное запаздывание с получением результатов. Согласование результа-
тов с пользователями производится только в точках, планируемых по-
сле завершения каждого этапа работ, требования к ИС «заморожены» 
в виде технического задания на все время ее создания. Таким обра-
зом, пользователи могут внести свои замечания только после того, 
как работа над системой будет полностью завершена. В случае неточ-
ного изложения требований или их изменения в течение длительного 
периода создания ПС пользователи получают систему, не удовлетво-
ряющую их потребностям. Модели (как функциональные, так и ин-
формационные) автоматизируемого объекта могут устареть одновре-
менно с их утверждением.  
Каскадный подход хорошо зарекомендовал себя при построении 
информационных систем, для которых в самом начале разработки 
можно достаточно точно и полно сформулировать все требования,               
с тем чтобы предоставить разработчикам свободу реализовать их как 
можно лучше с технической точки зрения. В эту категорию попадают 
сложные расчетные системы, системы реального времени и другие 
подобные задачи.  
Общепринятая модель жизненного цикла является идеальной, так 
как только очень простые задачи проходят все этапы без каких-либо 
итераций – возвратов на предыдущие шаги технологического процес-
са. При программировании, например, может обнаружиться, что реа-
лизация некоторой функции очень громоздка, неэффективна и всту-
пает в противоречие с требуемой от системы производительностью.  
В этом случае нужно перепроектирование, а может быть, и переделка 
спецификаций. При разработке больших нетрадиционных систем 
необходимость в итерациях возникает регулярно на любом этапе 
жизненного цикла как из-за допущенных на предыдущих шагах оши-
бок и неточностей, так и из-за изменений внешних требований к 
условиям эксплуатации системы. 
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2.2.2 Макетирование 
 
Достаточно часто заказчик не может сформулировать подробные 
требования по вводу, обработке или выводу данных для будущего 
программного продукта. С другой стороны, разработчик может со-
мневаться в адаптации продукта под операционную систему, форме 
диалога с пользователем или в эффективности реализуемого алгорит-
ма. В этих случаях целесообразно использовать макетирование. 
Основная цель макетирования – снять неопределенности в требо-
ваниях заказчика. Макетирование (прототипирование) – это процесс 
создания модели требуемого программного продукта. 
Модель может принимать одну из трех форм, и им соответствуют 
три типа макетов: бумажный макет или макет на основе ПК (изобра-
жает или рисует человеко-машинный диалог); работающий макет 
(выполняет некоторую часть требуемых функций); существующая 
программа (характеристики которой затем должны быть улучшены).  
Последовательность действий при макетировании начинается со 
сбора и уточнения требований к создаваемому ПО. Разработчик и за-
казчик встречаются и определяют все цели ПО, устанавливают, какие 
требования известны, а какие предстоит доопределить. Затем выпол-
няется быстрое проектирование. В нем внимание сосредоточивается 
на тех характеристиках ПО, которые должны быть видимы пользова-
телю. Быстрое проектирование приводит к построению макета. Макет 
оценивается заказчиком и используется для уточнения требований к 
ПО. Итерации повторяются до тех пор, пока макет не выявит все тре-
бования заказчика и тем самым не даст возможность разработчику 
понять, что должно быть сделано. 
Достоинство макетирования: обеспечивает определение полных 
требований к ПО. Недостатки макетирования: заказчик может при-
нять макет за продукт; разработчик может принять макет за продукт. 
Поясним суть недостатков. Когда заказчик видит работающую вер-
сию ПО, он перестает сознавать, что детали макета скреплены «жева-
тельной резинкой и проволокой»; он забывает, что в погоне за рабо-
тающим вариантом оставлены нерешенными вопросы качества и 
удобства сопровождения ПО. Когда заказчику говорят, что продукт 
должен быть перестроен, он начинает возмущаться и требовать, что-
бы макет «в три приема» был превращен в рабочий продукт. Очень 
часто это отрицательно сказывается на управлении разработкой ПО. 
С другой стороны, для быстрого получения работающего макета 
разработчик часто идет на определенные компромиссы. Могут ис-
пользоваться не самые подходящие язык программирования или        
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операционная система. Для простой демонстрации возможностей мо-
жет применяться неэффективный алгоритм. Спустя некоторое время 
разработчик забывает о причинах, по которым эти средства не подхо-
дят. В результате далеко не идеальный выбранный вариант интегриру-
ется в систему. Очевидно, что преодоление этих недостатков требует 
борьбы с житейским соблазном – принять желаемое за действительное. 
 
 
2.2.3 Стратегии конструирования программных средств 
 
Существуют три стратегии конструирования ПО: однократный 
проход (водопадная стратегия) – линейная последовательность этапов 
конструирования; инкрементная стратегия (в начале процесса опре-
деляются все пользовательские и системные требования, оставшаяся 
часть конструирования выполняется в виде последовательности вер-
сий, при этом первая версия реализует часть запланированных воз-
можностей, следующая версия реализует дополнительные возможно-
сти и т. д. пока не будет получена полная система); эволюционная 
стратегия (система также строится в виде последовательности вер-
сий, но в начале процесса определены не все требования, они уточ-
няются в результате разработки версий). 
Характеристики стратегий конструирования ПО в соответствии с 
требованиями стандарта IEEE/EIA 12207.2 приведены в таблице 2.1. 
 
Таблица 2.1 – Характеристики стратегий конструирования 
 
Стратегия 
конструирования 
В начале процесса опреде-
лены все требования? 
Множество циклов 
конструирования? 
Однократный проход Да Нет 
Инкрементная  
(запланированное 
улучшение продукта) 
Нет Да 
Эволюционная Нет Да 
 
Инкрементная модель является классическим примером инкремент-
ной стратегии конструирования, она объединяет элементы последова-
тельной водопадной модели с итерационной философией макетирова-
ния. Каждая линейная последовательность инкрементной модели (ана-
лиз, проектирование, кодирование, тестирование и поставка) выраба-
тывает поставляемый инкремент программного обеспечения. Напри-
мер, ПО для обработки слов в 1-м инкременте реализует функции           
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базовой обработки файлов, функции редактирования и документиро-
вания; во 2-м инкременте – более сложные возможности редактиро-
вания и документирования; в 3-м инкременте – проверку орфографии 
и грамматики; в 4-м инкременте – возможности компоновки страни-
цы. Первый инкремент приводит к получению базового продукта, ре-
ализующего базовые требования (правда, многие вспомогательные 
требования остаются нереализованными). 
План следующего инкремента предусматривает модификацию ба-
зового продукта, обеспечивающую дополнительные характеристики и 
функциональность. По своей природе инкрементный процесс итера-
тивен, но, в отличие от макетирования, инкрементная модель обеспе-
чивает на каждом инкременте работающий продукт. Примером со-
временной реализации инкрементного подхода является экстремаль-
ное программирование ХР. Оно ориентировано на очень малые при-
ращения функциональности. 
Модель быстрой разработки приложений (Rapid Application 
Development) – второй пример применения инкрементной стратегии 
конструирования. RAD-модель обеспечивает экстремально короткий 
цикл разработки. RAD – высокоскоростная адаптация линейной после-
довательной модели, в которой быстрая разработка достигается за счет 
использования компонентно-ориентированного конструирования. Если 
требования полностью определены, а проектная область ограничена, 
RAD-процесс позволяет группе создать полностью функциональную 
систему за очень короткое время (60–90 дней). RAD-подход ориенти-
рован на разработку информационных систем и выделяет пять этапов. 
Этап 1. Бизнес-моделирование. Моделируется информационный 
поток между бизнес-функциями. Ищется ответ на следующие вопро-
сы: Какая информация руководит бизнес-процессом? Какая информа-
ция генерируется? Кто генерирует ее? Где информация применяется? 
Кто обрабатывает ее? 
Этап 2. Моделирование данных. Информационный поток, опре-
деленный на этапе бизнес-моделирования, отображается в набор объ-
ектов данных, которые требуются для поддержки бизнеса. Идентифи-
цируются характеристики (свойства, атрибуты) каждого объекта, 
определяются отношения между объектами. 
Этап 3. Моделирование обработки. Определяются преобразова-
ния объектов данных, обеспечивающие реализацию бизнес-функций. 
Создаются описания обработки для добавления, модификации, удале-
ния или нахождения (исправления) объектов данных. 
Этап 4. Генерация приложения. Предполагается использование 
методов, ориентированных на языки программирования 4-го поколения. 
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Вместо создания ПО с помощью языков программирования 3-го по-
коления, RAD-процесс работает с повторно используемыми про-
граммными компонентами или создает повторно используемые ком-
поненты. Для обеспечения конструирования используются утилиты 
автоматизации. 
Язык программирования (ЯП) 1-го поколения: ассемблер, создан-
ный по принципу 1 инструкция – 1 строка; ЯП 2-го поколения: сим-
вольный процессор, в котором появилась символьная переменная; ЯП 
3-го поколения (алгоритмические языки): Си, Паскаль, Java, Бейсик; 
ЯП 4-го поколения (проблемно-ориентированные): Prolog, SQL- язык 
запросов к БД, SGML (HTML-язык разметки гипертекстов, XML);  
ЯП 5-го поколения пока не существуют: говоря о ЯП 5-го поколения 
подразумевают среду ускоренного создания продуктов, например, RAD. 
Этап 5. Тестирование и объединение. Поскольку применяются 
повторно используемые компоненты, многие программные элементы 
уже протестированы. Это уменьшает время тестирования (хотя все 
новые элементы должны быть протестированы). 
Применение RAD возможно, если каждая отдельная главная функ-
ция может быть завершена за три месяца и адресована отдельной 
группе разработчиков, а затем интегрирована в целую систему. При 
этом, для каждой функции независимой группой разработчиков вы-
полняются все пять этапов. Применение RAD имеет и недостатки, и 
ограничения: для больших проектов в RAD требуются существенные 
людские ресурсы (необходимо создать достаточное количество 
групп); RAD применима только для таких приложений, которые мо-
гут декомпозироваться на отдельные модули и в которых производи-
тельность не является критической величиной; RAD не применима            
в условиях высоких технических рисков (т. е. при использовании но-
вой технологии). 
 
 
2.2.4 Спиральная модель жизненного цикла  
программных средств 
 
Для преодоления проблем, связанных с каскадной моделью реали-
зации ПС, была предложена спиральная модель ЖЦ, в общей итера-
ционной схеме которой можно выделить этапы: определение требо-
ваний, анализ, проектирование, реализация и тестирование. На этих 
этапах реализуемость технических решений проверяется путем созда-
ния прототипов. Каждый виток спирали соответствует созданию 
фрагмента или версии ПС, на нем уточняются цели и характеристики 
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проекта, определяется его качество и планируются работы следующе-
го витка спирали. Таким образом, углубляются и последовательно 
конкретизируются детали проекта, и в результате выбирается обосно-
ванный вариант, который доводится до реализации. 
Разработка итерациями отражает объективно существующий спи-
ральный цикл создания системы. Неполное завершение работ на каж-
дом этапе позволяет переходить на следующий этап, не дожидаясь 
полного завершения работы на текущем. При итеративном способе 
разработки недостающую работу можно будет выполнить на следу-
ющей итерации. Главная же задача – как можно быстрее показать 
пользователям системы работоспособный продукт, тем самым акти-
визируя процесс уточнения и дополнения требований. 
Основная проблема спирального цикла – определение момента пере-
хода на следующий этап. Для ее решения необходимо ввести временные 
ограничения на каждый из этапов жизненного цикла. Переход осу-
ществляется в соответствии с планом, даже если не вся запланированная 
работа закончена. План составляется на основе статистических данных, 
полученных в предыдущих проектах, и личного опыта разработчиков.  
На рисунке 2.1 приведена модифицированная спиральная модель 
[4], базирующаяся на лучших свойствах классического жизненного 
цикла и макетирования, к которым добавляется новый элемент – ана-
лиз риска, отсутствующий в этих парадигмах. Эта модель определяет 
четыре действия, представляемых четырьмя квадрантами спирали: 
планирование – определение целей, вариантов и ограничений; анализ 
риска – анализ вариантов и распознавание / выбор риска; конструиро-
вание – разработка продукта следующего уровня; оценивание – оцен-
ка заказчиком текущих результатов конструирования.  
Интегрирующий аспект спиральной модели очевиден при учете 
радиального измерения спирали. С каждой итерацией по спирали 
строятся все более полные версии ПО. В первом витке спирали опре-
деляются начальные цели, варианты и ограничения, распознается и 
анализируется риск. Если анализ риска показывает неопределенность 
требований, на помощь разработчику и заказчику приходит макети-
рование (используемое в квадранте конструирования). Для дальней-
шего определения проблемных и уточненных требований может быть 
использовано моделирование. Заказчик оценивает инженерную (кон-
структорскую) работу и вносит предложения по модификации (квад-
рант оценки заказчиком). Следующая фаза планирования и анализа 
риска базируется на предложениях заказчика. В каждом цикле по 
спирали результаты анализа риска формируются в виде «продолжать, 
не продолжать». Если риск велик, проект может быть остановлен. 
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1 – начальный сбор требований и планирование проекта; 2 – та же работа, но на 
основе рекомендаций заказчика; 3 – анализ риска на основе начальных требований; 
4 – анализ риска на основе реакции заказчика; 5 – переход к комплексной систе-
ме; 6 – начальный макет системы; 7 – следующий уровень макета;  
8 – сконструированная система; 9 – оценивание заказчиком 
 
Рисунок 2.1 – Модифицированная спиральная модель  
жизненного цикла  
 
В большинстве случаев движение по спирали продолжается, с каж-
дым шагом продвигая разработчиков к более общей модели системы. 
В каждом цикле по спирали требуется конструирование (нижний пра-
вый квадрант), которое может быть реализовано классическим жиз-
ненным циклом или макетированием. Заметим, что количество дей-
ствий по разработке (происходящих в правом нижнем квадранте) воз-
растает по мере продвижения от центра спирали. 
Достоинства спиральной модели: наиболее реально (в виде эволю-
ции) отображает разработку программного обеспечения; позволяет 
явно учитывать риск на каждом витке эволюции разработки; включа-
ет шаг системного подхода в итерационную структуру разработки; 
использует моделирование для уменьшения риска и совершенствова-
ния программного изделия. Недостатки спиральной модели: новизна 
(отсутствует достаточная статистика эффективности модели); повы-
шенные требования к заказчику; трудности контроля и управления 
временем разработки. 
Компонентно-ориентированная модель является развитием спи-
ральной модели и тоже основывается на эволюционной стратегии 
конструирования. В этой модели конкретизируется содержание квад-
ранта конструирования (рисунок 2.2) – оно отражает тот факт, что          
в современных условиях новая разработка должна основываться на по-
вторном использовании существующих программных компонентов. 
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Программные компоненты, созданные в реализованных программ-
ных проектах, хранятся в библиотеке. В новом программном проекте, 
исходя из требований заказчика, выявляются кандидаты в компонен-
ты. Далее проверяется наличие этих кандидатов в библиотеке. Если 
они найдены, то компоненты извлекаются из библиотеки и использу-
ются повторно. В противном случае создаются новые компоненты, 
они применяются в проекте и включаются в библиотеку. 
 
 
 
Рисунок 2.2 – Содержание квадранта конструирования  
компонентно-ориентированной модели 
 
Достоинства компонентно-ориентированной модели: уменьша-
ет на 30 % время разработки программного продукта; уменьшает сто-
имость программной разработки до 70 %; увеличивает в полтора раза 
производительность разработки. 
Для традиционных подходов итерация – это исправление ошибок, 
т.е. процесс, который с трудом поддается технологическим нормам и 
регламентам. При объектно-ориентированном подходе итерации ни-
когда не отменяют результаты друг друга, а всегда только дополняют 
и развивают их. Особенностью объектно-ориентированного модели-
рования жизненного цикла является учет непрерывно поступающих 
требований к разрабатываемому проекту. 
 
 
Вопросы и задания для самоконтроля 
 
1 Что такое модель ЖЦ ПО? 
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2 Назовите этапы каскадной модели ЖЦ ПО. Изобразите схема-
тично. 
3 Каковы плюсы и минусы использования каскадной модели 
ЖЦ ПО? 
4 Приведите примеры практических задач, к которым применима 
каскадная модель ЖЦ. 
5 Приведите этапы спиральной модели ЖЦ ПО. 
6 Каковы плюсы и минусы использования спиральной модели 
ЖЦ ПО? 
7 Приведите примеры практических задач, к которым применима 
спиральная модель ЖЦ. 
8 Что такое макетирование и его цель? 
9 Каковы плюсы и минусы макетирования? 
10 В каких случаях применима RAD-стратегия разработки ПО? 
11 Какие стратегии конструирования ПО существуют? 
12 Каковы отличия версий ПО в инкрементной и эволюционной 
стратегиях? 
13 Какой этап развивает компонентно-ориентированная модель             
в спиральной модели? 
14 Изобразите схематично (на круговой или на столбчатой диа-
граммах), как сегодня выглядит доля использования известных вам 
моделей ЖЦ ПО в произвольной предметной области: разработка сай-
тов, компьютерных игр, программ управления производством и др. 
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