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La presente Tesis titulada “Diseño e implementación de un Robot Móvil basado en 
tecnologías de teleoperación open-source para la toma de acciones de seguridad 
preventivas e inmediatas en caso de accidentes en minas subterráneas”, comprende el 
desarrollo de una solución de Ingeniería Robótica integrada mediante tecnologías de 
teleoperación Open-Source. El cual fue concebida para realizar exploraciones de 
detección de agentes contaminantes físicos y químicos dentro de los yacimientos de minas 
subterráneas. El diseño y la implementación del sistema Robótico, esta conformado por 
un diseño mecánico Robusto,  resistente a colisiones y a pequeñas explosiones. 
Asimismo, posee un sistema de teleoperación agradable e intuitivo para el usuario 
(enfoque de videojuego), un sistema de almacenamiento de información ambiental dentro 
de la memoria interna del Robot y la posibilidad de conexión de su estación de sensores 
ambientales a una red de bajo consumo, flexible y escalable. El sistema de Información 
diseñado para la centralización de los datos recolectados por el sistema Robótico tiene la 
posibilidad de monitorear cuatro de las principales variables ambientales en tiempo real, 
almacenar la información en una base de datos de forma segura y eficiente, y finalmente 
explotar esta información en reportes de monitoreo ambiental. Las pruebas demostraron, 
la facilidad de obtención de información ambiental valiosa para la seguridad ocupacional 
de la mina, con diversos modos de operación en distintos terrenos, se pudo navegar 
telemétricamente al sistema Robótico para hacer un recorrido completo dentro de la mina 
modelo del Parque de las leyendas ubicado en el distrito de San Miguel de la ciudad de 
Lima. Toda la información extraída en ese recorrido luego fue presentado en reportes para 









The present Thesis titled “Design and Implementation of a Mobile Robot based on 
Teleoperation Open-Source Technologies to take prevent and inmediate safety actions in 
case of accidents in underground mines”, includes the development of a Robotic Solution 
integrated with Teleoperation Open-Source technologies. It was conceived to carry out 
explorations of Chemical and physical agents detections within the underground mines 
sites. The design and implementation of the Robotic System, includes a Robust 
mechanical design,  resistant to collisions and little explosions. Also, it has a pleasant and 
intuitive teleoperation system for the user (VideoGame Approach), an enviromental 
information storage system inside the Robot’s internal memory and the posibility to 
connect its enviromental sensor station to a less energy, flexible and scalable network. 
The information System design in order to centralize the data collected by the Robotic 
System has the ability to monitor four of the main enviromental variables in real time, 
store the information in data base safely and efficiently, and finally exploit this 
information in Enviromental monitoring reports. The tests proved, the ease of obtaining 
valuable environmental information  for the occupational safety of the mine, with 
different modes of operation in different terrains, it was possible to navigate telemetrically 
the Robotic system to make the complete tour inside the model of mine of the Parque de 
las Leyendas park, located in the San Miguel district of the city of Lima. All the 
information extracted in this tour was presented in reports for the analysis of taking of 









La actividad minera es una de los principales actividades fundamentales para el desarrollo 
económico y técnico de un país. Se reporta que en el año 2015, este representa mas de la 
mitad del porcentaje de las divisas, el 20 % en la recaudación fiscal y el 11% del PBI 
nacional. 
Dentro de las distintas actividades que se realiza en la mineria, desde la extracción del 
mineral hasta su proceso de transporte de este, los trabajadores, se encuentran con 
distintos riesgos que pueden perjudicar su salud. El desarrollo de actividades en 
condiciones de trabajo inadecuados, es uno de los problemas principales con los cuales la 
industrias mineras de saben manejar. En cuanto al tipo de mina, en el que se encuentra 
mayores riesgos de accidentes y de salud relacionados al ambiente de trabajo, está la mina 
subterránea, que debido a su naturaleza, está formado por estructuras de roca natural, se 
trabaja en espacios confinados con distintos lugares de formación de gases tóxicos, 
vertientes subterráneas, y otras características ambientales riesgosas para el trabajador 
humano. 
En los últimos años, la industria minera ha estado en constante evolución e innovación 
del uso de nuevas tecnologías a fin de automatizar sus procesos de producción. Es por 
eso que en el Perú cerca del 95% de empresas tiene automatizado algunos de sus procesos, 
principalmente en plantas concetradoras. Principales países como Australia, Canadá y 
Chile están invirtiendo cerca del 50% de sus ganancias en automatización de procesos, 
principalmente a través de tecnología robótica, el cual esta en constante evolución y en 
un futuro muy cercano las principales industrias mineras del Perú tendrá mucho de sus 
procesos de producción automatizados a través de la ingeniería robótica. 
En la presente Tesis se ha considerado hacer un estudio para automatizar los procesos de 
detección de condiciones ambientales riesgosas para la salud del trabajador humano en 
caso de posibles accidentes dentro de minas subterráneas. Esto con la implementación de 
tecnología de teleoperación open-source a fin de poder reducir los costos y de mejorar la 






CAPITULO I: PLANTEAMIENTO DEL PROBLEMA 
1.1 Situación actual sobre accidentes mineros en el Perú 
En estos últimos años, una de las tendencias mas importantes para el crecimiento de la 
economía es la minería, siendo una de las principales riquezas en el Perú, y en el mundo 
ha sido catalogado como el cuarto principal yacimiento mas grande. La míneria, además 
de ser uno de lo motores importantes para el crecimiento de un País, también contempla 
muchas preocupaciones relacionado al impacto ambiental y a la salud ocupacional que 
puede ocasionar  con sus actividades diarias. Según fuentes estadísticas de Osinergin, al 
cierre del año 2018, un 65%  de los accidentes mineros pertenecen  a yacimientos de 
minas subterráneas, mientras que el 35% restante, pertenece a las minas de tajo abierto  
(OSINERGMIN, 2018).  
Osinergmin, también reportó entre el año 2018 y 2019, que un porcentaje de accidentes 
de aproximadamente  20%, son producidos por falta de ventilación y envenamiento por 
gases tóxicos, los cuales son presentados mayormente en las instalaciones internas de las 
minas subterráneas, mientras que los demás tipos de accidentes son producidos por el 
tránsito vehicular (40%), el golpe por objetos durante el manipuleo de materiales (20%) 
y por el derrumbe, deslizamiento soplado y desmonte del mineral (20%). Esta 
clasificación por tipos de accidentes puede ser observado mejor en la Figura 1. 
 
 
Figura 1: Categorización de accidentes mineros el año 2018 
Fuente: Osinergmin – GSM 
 
Los problemas relacionados a la falta de ventilación originan enfermedades degenerativas 
en los trabajadores mineros los cuales son debido a las condiciones ambientales a los que 
son expuestos.  
Muchos agentes contaminantes tanto químicos, físicos y biológicos constituyen un riesgo 
para la salud y la seguridad ocupacional de los trabajadores mineros. Entre los agentes 
químicos y físicos mas comúnes se encuentran el envenenamiento por gases tóxicos, las 
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temperaturas extremas y los trabajos prolongados en ambientes altamente contaminado 
por polvo, que es el agente contaminante causante de enfermedades como la 
neumoconiosis. De acuerdo a fuentes de análisis estadístico del Ministerio de Energía y 
Minas del Perú, el agente químico que produce mayor cantidad de enfermedades en los 
trabajadores mineros es el polvo de sílice libre (MINEM, 2017), el cual también es  el 
segundo causante de enfermedades ocupacionales en la mina subterráneas. Asimismo, el 
agente físico que produce mayor cantidad de enfermedades a los trabajadores y es la causa 
de la enfermedad más frecuente en los mineros es el ruido acústico ocasionado 
mayormente por las explosiones y operaciones de las maquinarias mineras. 
En los años 2015 y 2017, accidentes debido a la intoxicación de gases fueron reportados 
por Osinergmin en las unidades mineras de Minera Aurífera Retamas S.A. y en la 
Compañía Minera Ares S.A.C., ambos debido a la inhalación de exceso de gases CO2 y 
CO. La Figura 2, muestra el número de accidentes y víctimas mortales por titular minero, 
encabezando la Compañía Minera Ares S.A.C, con tres víctimas mortales el año 2018. Si 
evaluamos la Figura 2, se puede observar que la mayor cantidad de accidentes se producen 
en la Gran Minería, con un total de 23 victimas mortales al 31 de diciembre el 2018, el 
cual conforma el 57% del total y  43% (10 víctimas) pertenecen a la Mediana Mínería. 
 
 
Figura 2: Lista de compañías mineras que reportaron accidentes el año 2018 
Fuente: Osinergmin – GSM 
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En base a información del Ministerio de Energía y Minas que fue reportado por 
Osinergmin, para medir la frecuencia, la severidad y el grado de accidentabilidad de los 
accidentes mineros, se tiene los siguientes indicadores estadísticos: 
 Índice de frecuencia: El cual es el número de accidentes mortales e incapacitantes 
por cada millón de horas hombre trabajadas. 
 Índice de Severidad: Número de días perdidos o cargados por cada millón de 
horas – hombre trabajadas.  
 Índice de Accidentabilidad: Medición que combina el índice de frecuencia de 
lesiones con tiempo perdido (IF) y el índice de severidad de lesiones (IS), como 
forma de clasificar a las empresas mineras. 
La Figura 3, muestra estos indicadores a lo largo de los últimos cinco años incluyendo el 
actual año 2019 hasta el mes de marzo, con lo que podemos concluir que en el año 2017 
hemos tenido menor frecuencia de accidentes pero con mayor severidad, siendo el último 




Figura 3: Índices de frecuencia severidad y accidentabilidad en los años 2015 – 2019 
Fuente: Osinergmin – GSM 
 
1.1.1. Factores de Riesgo Ocupacionales en Minas Subterráneas 
1.1.1.1. Factores de riesgos químicos 
En el sector minero, encontramos diversos agentes contaminantes químicos que pueden 
presentarse en diversos estados físicos en el ambiente de trabajo, y con efectos irritantes, 
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corrosivos, asfixiantes o tóxicos. Estos agentes contaminantes químicos se clasifican 
principalmente, en gaseosos y particulados: 
- Gaseosos: Son sustancias constituidas por moléculas ampliamente dispersas a la 
temperatura y presión ordinaria (25 °C o 1 atmosfera), los cuales ocupan el 
espacio del recipiente que los contiene, ejemplos: monóxido de carbono (CO), 
dióxido de azufre (SO2), dióxido de nitrógeno (NO2), cloro (Cl2). Asimismo, 
dentro de esta clasificación tambien se encuentran los vapores, en su estado volátil 
como el mercurio, derivados del petróleo, alcohol metílico, Benzol, etc. 
- Las sustancias particuladas sólidas o líquidas, los cuales se clasifican en polvos 
humos, neblinas y nieblas. 
 Polvo: Son partículas sólidas de dimensiones menores a 10 micras y por 
lo general están presentes a dimensiones de 100 micras. Estos originados 
en procesos de desprendimiento mecánico, ya sea por pulverización, 
impacto, trituración, molienda, etc. Los polvos inóganicos mayormente 
encontrados son clasificados en silíceos y no silíceos. 
 Humos: Los cuales son partículas en suspensión formado por vapores a 
temperatura y presión ordinaria. Mayormente en la minas esto es 
ocasionado por calentamiento de metales a altas temperaturas. El tamaño 
de los humos metálicos son de entre 0.001 y 1 micra. 
 Neblinas: Son partículas líquidas ocasionadas por la evaporación de 
grandes cantidades de líquidos en procesos com la lixiviación de metales 
como el cobre. 
 Nieblas: Son partículas líquidas suspendidas en el aire generadas por la 
condensación mecánica de un líquido. 
Según la (DIGESA, 2005), la Tabla 1 muestra los límites de exposición de los agentes 
químicos mencionados para un trabajador en el sector minero, los cuales son mostrados 
según la categoría de límite permisible.  
 El límite permisible ponderado tiempo de concentración (TWA):  Es la 
concentración promedio durante una jornada de trabajo (8hr.), al cual un 
trabajador esta expuesto sin sufrir efectos nocivos a su salud. 
 El límite permisible de tiempos breves de exposición STEL: Es el límite de 
exposición a corto tiempo (apróx. 15 min) que no debe de ser superado, para que 
el trabajador no sufra ningún efecto nocivos a la salud del trabajador minero. 
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 Valor límite techo (C): Es la concentración que no debe ser superado en ningún 
momento. 
 
Tabla 1: Límites de exposición para Agentes Químicos 
Fuente: Manual D.S N 015-2005-SA-BVS de Salud Ambiental – DIGESA (Sánchez, 2005) 
 
1.1.1.2.Factores de riesgos físicos 
Debido a las condiciones de trabajo y a las procesos utilizados para la producción minera, 
los trabajadores están expuestos a riesgos del tipo físico, los cuales son producidos por el 
intercambio brucos de energía entre el individuo y el ambiente. Estos pueden ser nocivos 
para la salud debido a que la cantidad que recibe el organismo es mayor a la que puede 
sorpotar. Entre las mas importantes dentro de las operaciones mineras se encuentran: el 
7 
Ruido, la vibración, la temperatura, la humedad, la ventilación, la presión, la iluminación  
y las radiaciones ionizantes y no ionizantes. 
- Ruido: Es un forma de energía transmitido por las vibraciones mecánicas de las 
partículas del aire, el cual puede ser molesto y producir efectos perjudiciales al 
oído. 
- Radiaciones no ionizantes: Son formas de transmisión de energía en forma de 
ondas electromagnéticas con un banda de frecuencia menores a las frecuencias 
iniciales de las radiaciones ultravioletas. En esta categoría se encuentra las 
radiaciones infrarrojas, un parte de las radiaciones ultravioletas, y otras ondas que 
son de menors frecuencias que no constituyen riesgo para la salud. 
- Radiciones ionizantes: Son aquellas transmisiones de energía como ondas 
electromagnética a mas alta frecuencia que parte de las frecuencias de las 
radiaciones ultravioletas. Estos se llevan a cabo en procesos e interacciones en el 
núcleo del átomo y se clasifican en Alfa, Beta, neutrones, Gamma y Rayos X. 
- Temperatura: Es una medida de la energía calorífica que posee un cuerpo, sin 
embargo a veces el calor liberado de algunos procesos de la mina crean 
condiciones de trabajo que pueden originar serios problemas. Entre estos efectos 
dañinos están el shock térmico, el estress térmico y efectos psicológicos del calor 
los cuales reducen la eficiencia de los trabajadores. 
Según el sistema peruano de información jurídica, las Tablas 2 y 3, muestran los límites 
permisibles para la exposición de ruido y estrés térmico respectivamente. Considerando 
que TGBH, es la temperatura de Globo y Bulbo Húmedo, el cual integra la temperatura 
de aire, temperatura por radiación y temperatura por humedad.  
 










Tabla 3: Límites de exposición para estrés térmico 
Fuente: Sistema de Justicia y Derecho Humanos , spij.minjus.gob.pe/Graficos/Peru/2016/Julio/28/DS-
024-2016-EM-GUIAS-1.pdf 
 
1.2. Descripción y formulación del problema general y específico  
Problema General:  
¿Cómo monitorear en tiempo real las condiciones ambientales de un mina subterránea  
utilizando un robot móvil basado en tecnologías de tele operación Open source, para 
proporcionar información relevante para la toma de medidas de seguridad preventivas 
e inmediatas en accidentes mineros? 
Problemas Específicos:  
a. ¿Qué consideraciones se deben de tomar en cuenta en el diseño y la 
implementación mecánica del sistema robótico para que tenga la capacidad de 
explorar en una mina subterránea? 
b. ¿De qué forma se puede brindar más autonomía eléctrica al sistema robótico sin 
quitarle la suficiente potencia para poder navegar dentro de la mina subterránea? 
c. ¿De qué manera se puede transferir, almacenar, procesar y difundir la información 
que es recolectada por el sistema robótico de una manera eficiente y económica? 
d. ¿De qué forma se puede realizar la extracción de información de los diversos 
indicadores ambientales por un tiempo determinado sin tener que arriesgar la 
salud de los trabajadores mineros? 
e. ¿Qué medidas se debe de tomar en caso se requiera agregar puntos de adquisición 
de datos al sistema de transmisión y de envío de datos? 
f. ¿De qué forma se puede navegar dentro de una mina subterránea empleando 
tecnologías de teleoperación Open Source cuando la iluminación es escasa? 
1.3. Objetivos generales y específicos  
Objetivo General:  
Diseñar e implementar un robot móvil basado en tecnologías de teleoperación Open 
Source que permita extraer, transferir, almacenar, procesar y difundir la información 
de las condiciones ambientales, tales como temperatura, densidad de CO2 en 
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partículas por millón, humedad, toxicidad de gases y niveles de concentración de 
partículas de polvo, dentro de una mina subterránea para la toma de acciones de 
seguridad preventivas e inmediatas en caso de accidentes. 
Objetivos específicos: 
a. Diseñar e implementar un sistema mecánico lo suficientemente robusto y potente 
para realizar una navegación cerca de 100m de distancia en condiciones 
ambientales altamente contaminados dentro de una mina subterránea. 
b. Diseñar e implementar el sistema de alimentación energética, que abastece al 
sistema de navegación y locomoción del Robot y al sistema telemático de 
adquisición de datos. 
c. Diseñar e implementar una plataforma de software open-source que permite 
realizar la recepción, almacenaje, procesado y difusión de la información. 
d. Diseñar e implementar un robot móvil para la recolección de las variables 
ambientales en las minas subterráneas para evitar exponer la salud de los 
trabajadores mineros. 
e. Diseñar e implementar una red flexible, robusta, escalable y versátil que le permita 
adaptarse a los cambios futuros, al agregar más nodos de adquisición de datos o 
puntos de enlace para poder enviar esa información a otra red. 
f. Diseñar un sistema de control de navegación que le permita al sistema robótico 
navegar sin problemas dentro de una mina subterránea. 
1.4. Alcance 
El proyecto desarrollado, es una integración de diversas áreas o disciplinas de la 
ingeniería, debido a esto es que se ha motivado a definir un alcance que esté acorde con 
las exigencias de la necesidad de los específicos. 
El sistema Robótico Ganymede Explorer, es una solución Mecatrónica, el cual define los 
siguientes alcances: 
1.4.1. Mecánica 
Desarrollo de una estructura lo suficientemente robusta para proteger los elementos 
electrónicos de colisiones con rocas dentro de una mina subterránea. Además de proveer 
un sistema de transmisión de potencia de gran duración para tener una buena navegación 
en la operación. 
1.4.2. Eléctrico 
Desarrollo de un sistema eléctrico capaz de transmitir potencia lo suficiente como para 
permitir movilización al sistema robótico. 
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1.4.3. Electrónico 
Desarrollo de un sistema de adquisición de datos capaz de extraer la información 
ambiental dentro de una mina subterránea. 
Desarrollo de un sistema de control capaz de personalizar el movimiento del robot según 
el sistema experto que lo controla. 
1.4.4. Comunicación entre sistemas 
Desarrollo de un sistema comunicación capaz de integrar los demás sistemas 
mencionados, este debe ser de baja potencia, flexible y escalable. 
1.4.5. Software 
Desarrollo de sistemas de software capaces de manejo de la información obtenida desde 
el sistema de adquisición de datos como la generación de información de comandos de 
control para el movimiento del sistema robótico.  
1.5. Limitaciones 
El ambiente agreste de una mina subterránea puede llegar a deteriorar con el tiempo al 
sistema robótico. 
La comunicación inalámbrica óptima dentro de una mina subterránea este fuera del 
alcance del proyecto debido a que posee varias fuentes de ruido. 
Conseguir un material liviano y a la vez muy resisten implica un alto costo para el diseño 
mecánico del robot. 
1.6. Beneficios 
El beneficio de teleoperar en medios hostiles mediante un sistema robotizado permite 
aumentar la seguridad del personal para fines de estudio de los ambientes mineros. 
Además de poder presentar misiones de rescate en caso sea necesario y si es posible 
proveer información sobre posibles soluciones de rutas que conduzcan de manera segura 
hacia el lugar donde se quedaron mineros atrapados a causa de un derrumbe de rocas. 
Asimismo, proporcionar avances en la investigación y desarrollo de robots móviles en la 
industria minera en nuestro país, ya que, en el Perú, este tipo de tecnología no se ha 
explotado y es muy importante para fines en la toma decisiones de medidas de seguridad 
preventiva e inmediata en minas subterráneas. 
Para el desarrollo de este sistema se tomaron en cuenta siguientes beneficios importantes, 
los cuales se presentan a continuación. 
Costos 
 Reducir costos debido a que no se emplean uso de licencias de software de empresas 
como Microsoft y Apple, nuestro proyecto se basa en tecnologías open-source. 
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 Reducir los costos de consumo energético al usar tecnologías que consumen poca 
energía para la extracción y envío de datos medidos dentro de una mina subterránea. 
 Aumento de los beneficios al hacer uso de tecnologías versátiles, de fácil adaptación 
a los cambios y con la capacidad de poder crecer en términos de eficiencia y de 
aumento de los niveles de información.  
Ambiental 
 Al hacer uso de tecnologías eléctricas se evita que el sistema robótico no contamine 
el ambiente como lo haría usando tecnologías de combustión. 
 Al hacer uso de las tecnologías telemáticas y de adquisición de datos se pueden 
identificar los principales indicadores que causan una gran contaminación al medio 
ambiente.  
Salud 
 El sistema de exploración y recolección de información de los indicadores 
ambientales proporcionarán un entendimiento de los niveles de salubridad tolerables 
que pueden tener el medio ambiente al cual está sometido el trabajador minero. 
 Se desea evitar que los trabajadores que se encargan de hacer análisis de evaluación 




CAPITULO II: MARCO TEÓRICO 
2.1. Antecedentes del estudio de investigación  
2.1.1. Proyectos relacionados a la Investigación 
Debido a los multiples temas abarcados en la presente tesis de investigación, se presenta 
trabajos de investigación nacionales e internacionales que tienen relación con el 
monitoreo ambiental de operaciones mineras a través de soluciones de sistemas robóticos 
o electrónicos: 
 Abarca Abarca, Mónica Lucía (2014), “Hexacóptero (Vehículo aéreo no 
tripulado-UAV) con sistemas de medición de calidad de aire y radiaciones 
ionizantes. Lima, Perú: Tesis PUCP, tesis de pregrado de la Pontificia Universidad 
Católica del Perú, en el cual se concluye que la recolección de las variables 
ambientales que se encuentran en el medio ambiente debido a la emanación de 
gases tóxicos, puede ayudar a las empresas mineras a reestablecer y restaurar el 
área afectada por las operaciones mineras. 
 Patilla Cerrón, Jerson Jesús (2013), “Sistema con Robot teleoperado por 
inspección visual, para el monitoreo del monóxido de carbono y la velocidad del 
flujo de aire de mina subterránea en la compañía minera Raura”, el cual concluye 
que mediante la exploración de monitoreo ambiental de monóxido de carbono 
recolectado a través de un sistema robótico, se permite evaluar el grado de 
contaminación  y toxicidad del aire dentro de la mina subterránea. 
 León Márquez Fernando Alonso (2019), “Sistema automático de monitoreo de 
mercurio en tiempo real en aguas aledañas a explotaciones mineras y petroleras 
usando plataforma IoT”. Lima, Perú: Tesis PUCP, el cual concluye la importancia 
de representar la información ambiental en gráficas de monitoreo en tiempo real, 
para medir los niveles de contaminación de mercurio en aguas aledañas cercanas 
a explotaciones mineras y tomar las acciones necesarias para las operaciones de 
restauración del medio acuático. 
 Andrés Patricio Cabrera Flor, Gabriel Alfonso Delgado Oleas (2014). “Diseño y 
construcción de un robot para mapeo y exploración de minas subterraneas. 
Cuenca, Ecuador: Universidad del Azuay, el cual concluye que un sistema de 
locomoción basado en orugas, es ideal para poder desplazarse en terrenos 
inestables como las minas subterráneas, además mediante el uso de sensores 
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ambientales se permite recolectar la información ambiental valiosa para el análisis 
de monitoreo ambiental posterior. 
 Sachin M. Ledange, S. S. Mathurkar (2016) “Robot based Wireless Monitoring 
and safety for Underground Coal Mines using Zigbee” Maharashtra, India. El cual 
concluye que la utilizacion de redes Zigbee mesh son la major opción para la 
transmisión de la información ambiental sensada dado a su bajo consumo y 
posibilidad de escalar a nivel de sensores conectados. Asimismo, permite evaluar 
las ventajas proporcionadas mediante el uso de tecnologías Open-Hardware para 
la reducción de costos y la facilidad de implementación del sistema electrónico. 
 Sumir Kumar Srivastava (2015) “Real Time Monitoring System for Mine Safety 
using Wireless Sensor Network (Multi-Gas Detector)” Rourkela, India. El cual 
concluye que hacienda uso de una red sensorial Zigbee conectado con  diversos 
sensores ambientales de monitoreo en tiempo real, ha permitido proporcionar 
información valiosa sobre la seguridad ambiental a través de reportes de 
monitoreo ambiental. 
2.1.2. Estado del arte de la robótica en la minería 
En esta era reciente, la minería alcanzó mejorar su productividad y disminuir sus costos 
mediante la economía a escala que sustenta tras el uso de grandes equipos de producción. 
Hoy en día las compañías mineras y fabricantes de grandes equipos han estado renovando 
esfuerzos en la búsqueda de nuevos e innovadores enfoques de negocio en cuanto la 
exploración de recursos y minería. 
Entre estos esfuerzos, se ha hecho en consideración un movimiento incremental del uso 
de equipos y desarrollo de procesos autónomos que mejoren la producción y reduzcan 
costos. Por ejemplo, muchos proveedores de equipos de minería para operaciones de 
minería subterránea o de tajo abierto ahora ofrecen manejo de sistemas robóticos, que 
involucra además el vertido y manejo de otras operaciones de tratamiento de materiales 
(Siciliano & Khatib, 2017). 
Además, compañías globales de minería están ahora operando sus propias divisiones de 
tecnología, cada uno con los objetivos de brindar nuevos desarrollos tecnológicos a sus 
minas en todo el mundo. 
Los últimos desarrollos también involucran desarrollos tecnológicos emergentes que no 
solo involucran a la robótica en ambientes terrestres, sino que también se orientan a 
minería submarina y extraterrestre. 
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El actual escenario minero ha llevado a las compañías a buscar la eficiencia incorporando 
la robótica a sus procesos, generando una fuente fructífera a la innovación local.  
La intervención de la robótica en los diversos procesos que desarrolla la industria minera, 
depende de mucho de los estadios en los que se encuentra las operaciones mineras, se 
sabe que en el proceso de prospección, el cual está caracterizado por el examinación 
visual  a través de método indirectos de variables magnéticas, eléctricas, 
electromagnéticas y radiométricas de la misma tierra, la robótica no ha sido muy 
empleada en la búsqueda de minerales en la tierra a través de la inspección de los mismos. 
Sin embargo, se sabe que a geólogos planetarios se han apoyado de sistemas robóticos en 
el proceso de inspección. 
En cuanto al estadio de la fase de la exploración, que consiste en determinar el tamaño y 
el valor de una manera precisa de un depósito de yacimiento minero, la robótica tampoco 
ha sido muy empleada para la exploración y determinación precisa de un depósito minero. 
Sin embargo, operaciones de cavado en ambiente extremos, se ha utilizado la robótica.  
Es en el estadio de la explotación y el desarrollo de la producción minera, donde la 
robótica está siendo empleada. El desarrollo es el trabajo para bridar producción minera, 
el cual necesita de herramientas para planear, diseñar, construir e instalar servicios 
mineros (energía, agua, ventilación, etc). 
Durante la fase de la explotación, es donde se extrae, procesa y se transporta el material 
hacia los compradores. Los métodos de extracción y procesamiento dependen mucho de 
las técnicas y métodos que se esté realizando, el cual depende de si la minería es del tipo 
superficial o subterránea. Las técnicas de minería superficial son usadas cuando el 
depósito del material se encuentra cerca de la superficie. Estas técnicas son usualmente, 
operaciones de muy grande escala y tienen tasas de alta producción. Las técnicas de 
minería subterránea tienen tasas de baja producción y son a menudo más desafiantes y 
riesgosos para los trabajadores mineros. 
Uno de los más comunes ejemplos de la aplicación de la robótica en la fase de 
explotación, son los camiones no tripulados, tal y como se muestra en la Figura 4 Estos 
camiones son empleados, tanto en técnicas de explotación minera subterránea como 
superficial o de tajo abierto. 
15 
 
Figura 4: Camiones no tripulados usados para el transporte del mineral 
Fuente: Springer, Handbook of Robotics 
 
Recientemente, se han utilizados herramientas de la robótica para llevar a cabo estudios 
batimétricos de los estanques de relaves, los cuales son ambientes únicos con 
requerimientos de seguridad muy específicas. En la Figura 5 se puede observar un sistema 






Figura 5: Investigación de robótica submarina para mapear variables batimétricas en un relave minero 
Fuente: Springer, Handbook of Robotics 
 
La introducción de la robóticos ha demostrado ser más seguro y más rentable que la 
minería tradicional. 
La minería es un proceso dinámico que debe tratarse con incertidumbres de ambientes de 
campo, el cual es conducido por una serie de unidades de operaciones de interacción 
(perforación, voladura, carga, acarreo y procesamiento). Estos ambientes no 
estructurados, extensos y duros son encontrados en la minería, lo cual produce una 
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iniciativa del crecimiento de Robótica móvil y de campo, que ha resultado de manera 
eficiente y menos costosa en las operaciones mineras. 
2.2. Óptica de la Investigación 
2.2.1. Hipótesis General 
Es válido afirmar que, el diseño e implementación de un robot móvil explorador, basado 
en tecnologías de tele operación open-source, para la recolección de información de las 
variables ambientales, en la toma de acciones de seguridad preventivas e inmediatas en 
caso de accidentes en las minas subterráneas antes y después de que estos sean 
ocasionados, evitara poner en riesgo a los seres humanos. 
2.2.2. Hipótesis Específicos 
a) El diseño e implementación de un robot móvil explorador basado en tecnologías 
de teleoperación open-source podrá navegar cerca de 1km de distancia en 
condiciones ambientales altamente contaminados dentro de una mina subterránea. 
b) El robot móvil explorador será autónomo y sin problemas en relación al consumo 
de energía. 
c) El diseño e implementación de un robot móvil explorador basado en tecnologías 
de tele operación open-source aplicado en la recolección de información de las 
variables ambientales incentivará la investigación del uso de tecnología Open-
Source en el rubro minero. 
d) El diseño y la implementación de un robot móvil explorador basado en tecnologías 
de tele operación open-source, conseguirá evitar poner en peligro la salud de los 
trabajadores mineros, en la recolección de información de variables ambientales 
en las minas subterráneas. 
e) El diseño y la implementación de una red flexible, robusta, estable y versátil que 
permita adaptarse a agregar o disminuir nodos en la arquitectura,  para la 
adquisición de datos de manera sencilla y práctica. 
f) El diseño y la implementación de un robot móvil explorador con un sistema de 
visión por camará, permitirá que este navegue sin problemas dentro de una mina 
subterránea facilitando la exploración del terreno mediante tecnologías de tele 
operación Open - Source. 
2.3. Selección de variables 
2.3.1. Variables Independientes  
El grupo de tecnologías open Source usadas para la implementación del sistema Robótico. 
Sistema Electromecánico 
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1. Potencia Máxima de los motores eléctricos  
2. Torque de tracción máxima en el sistema de locomoción basado en orugas 
3. Mecánica Robusta 
Sistema Electrónico 
1. Tecnologías Open Hardware en el sistema de adquisición y monitoreo Ambiental 
2. Tecnologías Open Hardware el sistema de control y navegación telemétrico del 
sistema Robótico. 
3. Tecnologías Open Hardware en el sistema de comunicación inalámbrica e 
integración de sistemas de información.  
Sistema de Información 
1. Tecnologías Open Software en el sistema de monitoreo, almacenado y 
explotación de la información ambiental recolectada. 
2.3.2. Variables Dependientes  
El sistema Robótico. 
Sistema Electromecánico 
1. Capacidad de navegación en terrenos con distintos tipos de pendientes 
2. Capacidad de suspensión en pendientes altas y desplazamiento en terrenos 
resbaladizos 
3. Resistencia contra colisiones de rocas 
Sistema Electrónico 
1. Facilidad en la adquisición de datos bajos protocolos de extracción estandarizados 
y flexibilidad en la conectividad para sensar cualquier tipo de variable ambiental.  
2. Facilidad de la implementación y mejora de la experiencia de la teleoperacion del 
sistema robótico. 
3. Facilidad de la implementación, flexibilidad y escalabilidad de la red usada por el 
robot, basados en protocolos estándar y a bajo costo. 
Sistema de Información 
1. Sistema robustos, escalables y fácilmente explotables para la presentación de la 
información en base a reportes de analíticas de datos ambientales. 
2.4. Bases Teóricas 
2.4.1. Conceptos Generales de la Robótica móvil  
La Robótica, es una rama de la tecnología multidisciplinario que estudia el diseño, 
construcción, operación, disposición estructural, manufactura y aplicación de máquinas 
capaces de desempeñar tareas realizadas por el ser humano o que requieran el uso de la 
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inteligencia, conjugando para esto el uso de varias disciplinas como la mecánica, 
electrónica, informática, la inteligencia artificial y la ingeniería de control, entre otras. 
2.4.1.1. Robótica Móvil 
Un robot móvil es considerado una máquina automática, con la capacidad de realizar 
tareas en un ambiente determinado y con una mínima intervención de supervisores 
humanos. 
Los robots móviles operan en grandes ambientes no estructurados, por ello se enfrentan 
a significativas incertidumbres respecto a la posición e identificación de objetos. Estos 
robots se caracterizan por una conexión inteligente entre las operaciones de percepción y 
acción, que define su comportamiento y le permite llegar a la consecuencia de los objetos 
programados sobre los entornos con cierta incertidumbre.   
 Percepción: El robot móvil debe ser capaz de determinar la relación con su 
entorno de trabajo, mediante el sistema sensorial a bordo. La capacidad de 
percepción del robot móvil se traduce en la síntesis de toda la información provista 
por los sensores, con el objeto de generar mapas globales y locales del entorno de 
acuerdo a los diversos niveles de control.  
 Razonamiento: El robot móvil debe ser capaz de decidir qué acciones son 
requeridas en cada momento, según el estado del robot y el de su entorno, para 
alcanzar su(s) objetivo(s). La capacidad de razonamiento del robot móvil se 
traduce en la planificación de trayectorias globales seguras y en la habilidad para 
modificarlas en presencia de obstáculos inesperados (control local de trayectoria) 
para permitirle, al robot, la consecución de los objetivos encomendados.  
2.4.1.2. Morfología de robots móviles  
La mayoría de los robots móviles posee características particulares que los hacen aptos 
para una determinada tarea. Es la tarea misma la que determina en una primera etapa las 
particularidades estructurales del robot que van desde el tipo de rueda, el sistema de 
tracción y dirección y la forma física del robot. En una segunda etapa la tarea determinará 
las características sensoriales del robot.  
En general los robots móviles distribuyen sus sistemas de tracción y dirección sobre los 
ejes de sus ruedas de acuerdo a las exigencias de velocidad, maniobrabilidad y 
características del terreno. La precisión y rapidez con que el robot móvil debe alcanzar su 
destino, implica tener un sistema de tracción confiable y un sistema de dirección que dé 
maniobrabilidad al robot. Esta confiabilidad y maniobrabilidad que debe tener el robot 
móvil, determinan las características del sistema de tracción y dirección, no sólo en lo 
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que respecta a la técnica, sino también al número de ruedas necesarias y al tipo y 
disposición de estás para lograr una estructura mecánica estable (Bambino, 2008). 
2.4.1.3. Sistemas de locomoción 
Un robot móvil necesita mecanismos de locomoción para poder desplazarse por distintos 
terrenos,  actualmente existe una gran variedad de posibilidades de movimiento, por ello 
la aproximación del robot a la locomoción es un aspecto importante del diseño del robot 
móvil (Roland & Illah, 2004).  Uno de los sistemas de locomoción mas conocidos son los 
basados en sistema biológicos como se puede ver en la Figura 6. La mayoría de estos 
están basados en patas para poder movilizarse. 
 
 
Figura 6: Sistemas de locomoción de sistemas biológicos 
Fuente: Introduction to Autonomous Mobile Robots Roland Siegwart 
 
En general, la locomoción con patas requiere mayores grados de libertad y, por lo tanto, 
una mayor complejidad mecánica que la locomoción con ruedas. Las ruedas, además de 
ser simples, son muy adecuadas para terrenos planos.   
En la Figura 7 se muestra la relación de potencia consumida en función de la velocidad 
del sistema de locomoción, donde se observa que el sistema de locomoción con patas 
suelen consumir mayor potencia que el sistema con ruedas para valores de velocidad 
similares.  
En efecto, la eficiencia de la locomoción con ruedas depende en gran medida de las 
cualidades ambientales, particularmente la planitud y dureza del suelo, mientras que la 
eficiencia de la locomoción con patas depende de la masa de las piernas y la masa 
corporal, que el robot debe soportar en varios puntos. 
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Figura 7: Potencia consumida vs Velocidad para diferentes sistemas de locomoción 
Fuente: Introduction to Autonomous Mobile Robots Roland Siegwart 
 
Es por ello que los sistemas de locomoción con patas deben operar en terrenos 
accidentados y no estructurados, donde el sistema con ruedas tiene gran limitación. 
Por lo tanto, también es comprensible que prácticamente todas las aplicaciones 
industriales de la robótica móvil utilicen alguna forma de locomoción con ruedas. 
a) Modelos Basados en Ruedas 
 Modelo Ackerman 
Es el modelo comúnmente utilizado por la industria automovilística, el cual representa 
una configuración geométrica de la dirección que hay entre las ruedas delanteras con 
respecto a las ruedas traseras. Esto último tiene como finalidad, el trazar distintos círculos 
con radios de rotación de distinto tamaño (ver figura 8). 
 
 
Figura 8: Modelo ackerman define un comportamiento no holonómico 
Fuente: Automatización y robótica industrial (www.esi2.us.es) 
 
Ventajas 
 Fácil implementación 




 Restricciones no Holonóminas 
 Modelo Síncrono 
Es el modelo capaz de orientar sus ruedas en la misma dirección de manera sincronizada 
(ver Figura 9). Este modelo contiene en su totalidad tres ruedas con dos motores 
controlados para distintas funciones. La función del primer motor es cambiar la 
orientación de las ruedas de manera sincronizada, la del segundo motor realizar el cambio 
de dirección de las ruedas para la orientación del cuerpo al realizar los giros. 
 
 
Figura 9: Modelo síncrono compuesto por dos motores 
Fuente: Automatización y robótica industrial (www.esi2.us.es) 
 
Ventajas 
 Motores Separados para movimientos de traslación y rotación 
simplifican el sistema de control 
 Se garantiza el control en línea Recta 
 Restricciones Holonóminas 
Desventajas 
 Complejidad en el diseño mecánico y difícil implementación 
 Modelo Omnidireccional 
La mayor ventaja del modelo omnidireccional, es que es un modelo holonómico, lo que 
quiere decir que tiene una facilidad para cambiar de dirección sin importar la orientación 
que tiene el sistema robótico respecto a la línea vertical (ver Figura 10). Esta característica 
le da mayor maniobrabilidad, por lo tanto el sistema de control se hace más complejo.  
Este modelo es ideal en terrenos planos y su maniobrabilidad está basada en el tipo de 
ruedas omnidireccionales que usa el sistema robótico.  
Ventajas 
 Motores Separados para movimientos de traslación y rotación 
simplifican el sistema de control 
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 Se garantiza el control en línea Recta 
 Restricciones Holonóminas 
Desventajas 
 Complejidad en el diseño mecánico y difícil implementación. 
 
 
Figura 10: Modelo síncrono compuesto por dos motores 
Fuente: Automatización y robótica industrial (www.esi2.us.es) 
 
 Modelo Diferencial 
Es el modelo con mayor facilidad en la implementación. Este está compuesto por dos 
motores coaxiales a cada lado, de los cuales están fijos a la estructura del robot y mueven 
cada una de las ruedas respectivamente (ver Figura 11).  
 
 
Figura 11: Modelo diferencial compuesto por dos ruedas 
Fuente: Automatización y robótica industrial (www.esi2.us.es) 
 
Necesariamente, debido a que un modelo de locomoción requiere de como mínimo de 
tres ruedas para su funcionalidad, entonces este modelo es presentado por una rueda de 
esfera o pivotante. El cambio de velocidad de este modelo se hace debido a la diferencia 




 Sistema Barato 
 Fácil implementación 
 Diseño simple 
Desventajas 
 Dificultad en el control 
 Requiere control de precisión para trayectorias curvas 
 Modelo con cintas de deslizamiento 
Es el modelo que más se acerca al sistema diferencial sin la necesidad del uso de una 
rueda pivotante. Una diferencia resaltante entre el modelo diferencial y el modelo de 
deslizamiento, es que el modelo con cintas de deslizamiento se adapta con una mejor 
maniobrabilidad, requerido sobre todo cuando se presentan terrenos irregulares y de poca 
estabilidad (ver Figura 12). Debido a que el área de contacto es mucho mayor la 
estabilidad del sistema mecánico aumenta, además la presión ejercida sobre la superficie 
es menor con lo cual se evita que haya un atascamiento en un terreno inestable como el 
de arena. Sin embargo, se debe mencionar que al incrementar el área de contacto en los 
grupos de ruedas de cada lado, es inevitable producir un deslizamiento al realizar los giros 
necesarios con lo cual implica que se consuma mayor cantidad de energía y se produzca 




Figura 12: Modelo con cintas de deslizamiento 
Fuente: Automatización y robótica industrial (www.esi2.us.es) 
 
Ventajas 
 Facilidad de control del sistema de locomoción 
Desventajas 
 Debido al deslizamiento producido, el control por odometría tiende a 
ser menos preciso, sin embargo, los avances tecnológicos han permitido 
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reducir ese error de precisión para tener resultados altamente 
considerables. 
 Mayor consumo de energía al realizar giros. 
2.4.1.4. Parámetros de selección del Sistema de Locomoción 
Los parámetros que determinan la selección del sistema de locomoción en el diseño 
Mecánico son los siguientes: 
a) Grados de Libertad 
Los grados de libertad son el mínimo número de parámetros que se necesitan para definir 
el movimiento de un mecanismo. 
En diseño de robots móviles con sistemas de locomoción de ruedas, se presentan un 
conjunto de tres grados de libertad, lo que hace que se tenga una mayor facilidad para 
controlar el movimiento y también un menor consumo de energía. 
En los sistemas de locomoción, al incrementar los grados libertad se complican los 
métodos de control del mismo y se aumenta el consumo de energía. 
Además, el control de grados de libertad que tiene un sistema de locomoción se puede 
realizar de manera directa o indirecta, por ejemplo, un sistema robótico omnidireccional 
es capaz de cambiar la dirección de su movimiento sin importar la orientación en la que 
se encuentre, lo que incrementa su maniobrabilidad y mayor facilidad de desplazamiento. 
b) Estabilidad Mecánica 
La estabilidad Mecánica queda definida con el siguiente enunciado: “Si para un sistema 
que se encuentra en equilibrio, al ser perturbado y sacado de su estado de equilibrio, este 
regresa al estado de equilibrio sin un número indefinido de oscilaciones mecánicas, 
entonces es un sistema estable”. 
Considerando lo mencionado anteriormente, en términos simples, es la facilidad con la 
que el sistema mecánico pueda regresar a su estado de equilibrio ya sea en estado estático 
o dinámico. Se puede observar que la estabilidad mecánica de un sistema robótico móvil 
aumenta cuantos más elementos sobre la superficie se tenga. Para el caso de un sistema 
de locomoción por ruedas, una mayor cantidad de ruedas da una mayor estabilidad al 
sistema mecánico, de la misma manera se puede decir de un sistema de locomoción con 
patas. 
La estabilidad mecánica está dada por las siguientes características: 
 Geometría de la configuración del sistema y número de puntos de contacto de 
este mismo. 
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 Centro de gravedad (Si el centro de gravedad está posicionado en el centro de 
una mayor facilidad de controlabilidad y de estabilidad) 
 Grado de inclinación del terreno 
c) Maniobrabilidad 
La Maniobrabilidad de un sistema robótico es la capacidad de cambiar de dirección, con 
la finalidad de realizar un desplazamiento, sin importar la orientación en el que se 
encuentre el sistema robótico con respecto al eje vertical. 
Se observa que una mayor maniobrabilidad, implica una mayor complejidad del sistema 
de control para poder realizar un cambio de dirección. 
d) Características de Contacto 
Estas características se refieren a la forma de contacto que hay entre la superficie y el 
sistema de robótico móvil. Para representar esto se hace un análisis de los siguientes 
parámetros de contacto: 
 Punto de contacto 
 Ángulo de contacto 
 Fricción 
e) Tipo de Ambiente 
Este parámetro de selección se refiere al ambiente de trabajo en el que se desempeña el 
sistema robótico, como ya vimos el ambiente es un Ambiente no estructurado, adaptado 
a un ambiente de trabajo humano, con luz artificial, algunas zonas no iluminada terreno 
plano, irregular e inestable. 
f) Controlabilidad 
La controlabilidad de un sistema de control determina si el sistema en análisis es 
controlable o no. 
Esto es determinado a partir de la ecuación en el espacio de estados: 
𝑥 ̇(𝑡) = 𝐴 𝑥(𝑡) + 𝐵𝑢(𝑡)      ( 1 ) 
Donde  𝐴 ∈ 𝑅𝑛𝑥𝑛 y  𝐵 ∈ 𝑅𝑛𝑥𝑞. 
Debido a que la propiedad de la controlabilidad solo relaciona estados y entradas, 
entonces la ecuación de salidas no es tomada en cuenta. 
La ecuación (1) se dice que es controlable si para todo estado inicial  𝑥(0) = 𝑥𝑜 y todo 
estado final 𝑥1, hay una entrada que transfiere 𝑥𝑜 a 𝑥1 en una cantidad de tiempo finito, 
en cualquier otro caso, se dice que el sistema no es controlable. 
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2.4.2. Modelo Cinemático de robots diferenciales con cintas deslizantes 
2.4.2.1. Ecuación del error por deslizamiento 
Debido a que el error de deslizamiento es el principal fenómeno que afecta en los 
parámetros de control de controlabilidad y precisión de posición, entonces debe 




        ( 2 ) 
Dónde: 
 𝑖𝑒 : Es el índice de error deslizamiento de una oruga determinada 
 𝑣𝑟 : Es la velocidad real el sistema robótico 
𝑣𝑜 : Es la velocidad lineal a la que va la rueda de la oruga.  
Que es la relación que hay entre la diferencia de la velocidad de la oruga y la velocidad 
real del sistema considerando el deslizamiento respecto a la velocidad de la oruga. 
En términos de la velocidad angular que gira la rueda de tracción de la oruga: 
 
ie = 1 −
vr
ρ.ωo
        ( 3 ) 
Dónde: 
 ie : Es el índice de error deslizamiento de una oruga determinada 
 vr : Es la velocidad real el sistema robótico 
 ρ  : Es el radio de una de las ruedas de la oruga (Considerando que las ruedas tienen el 
mismo tamaño)  
 ωo : Es la velocidad angular a la que va la rueda de la oruga.  
Debido a que ie > 0 esto indica que la velocidad lineal a la que va la oruga es mayor que 
la velocidad real del sistema (vr <  ρ.ωo). 
Esta relación solo indicaría que la velocidad a la que va el sistema robótico es menor a la 
que iría en un caso ideal sin efecto de deslizamiento. 
Como se puede observar en la Figura 13, el deslizamiento puede producirse en 
trayectorias rectas o curvas, todo esto debido al deslizamiento longitudinal que entre las 
orugas y la superficie. 
Otro punto que se debe de considerar es que, debido al deslizamiento, hay mayor cantidad 
de energía desperdiciada, por tanto, se necesita un sistema eficiente de energía para este 
tipo de tracción. 
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Figura 13: Efecto de deslizamiento añadido al modelo diferencial clásico 
Fuente: Autonomous Tracked Robots in Planar Off-Road Conditions, Ramón Gonzalez 
 
Se observa también que no se está considerando el deslizamiento lateral debido a las 
fuerzas centrifugas que toman notabilidad a altas velocidades, mientras que se considera 
el deslizamiento longitudinal, esto debido a las propiedades del suelo y los parámetros 
del vehículo. 
Asimismo, según la fuente presentada (González & Guzmán, 2014), los principales 
factores que causan el fenómeno de deslizamiento en vehículos orugados son los 
siguientes: 
 Parámetros de Suelo: En este caso están las características del suelo 
como cohesión (ángulo de resistencia en esfuerzo de cizallamiento) y 
deformación (depende del módulo de deformación por cizallamiento o 
esfuerzo de corte). 
 Parámetros del vehículo: Dimensiones de la oruga (Ancho y largo) y 
peso. 
 Compactación del suelo: Fuerza de tracción, peso y deformación del 
suelo. 
 Otros: Velocidad del vehículo, aerodinámica. 
Cuando se hace el modelado de un sistema de locomoción diferencial uniciclo, según la 
fuente presentada (González & Guzmán, 2014), se debe tomar en cuenta que el centro de 
masa se encuentra en una única posición y en el centro geométrico de la figura geométrica 
que forman los puntos de contacto de las ruedas con el suelo, en este caso al tratarse de 
un sistema de locomoción de modelo uniciclo se encuentran en la línea central de ambas 
ruedas. Esto no sucede en sistema de locomoción orugados, debido al deslizamiento 
lateral, es por eso que el centro de masa varía, sin embargo, ha de considerarse que en los 
supuestos no se considera el deslizamiento lateral, lo que nos da un modelo más 
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simplificado, el cual se llamará modelo diferencial con consideración del deslizamiento 
longitudinal para sistema de locomoción orugados. 
2.4.2.2. Modelo Cinemático diferencial extendido 
Se sabe que las ecuaciones cinemáticas de la teoría clásica de sistemas de locomoción de 
robot móviles diferenciales son las siguientes: 
vd(t) = ρ.ωd(t)        ( 4 ) 
vi(t) = ρ.ωi(t)         ( 5 ) 
𝑡 𝜖 𝑅+, 𝑣, 𝜔 𝜖 𝑅 
Dónde: 
 𝑣𝑑: Es la velocidad lateral derecha real del sistema robótico 
 𝑣𝑖  : Es la velocidad lateral izquierda real del sistema robótico 
 𝜌  : Es el radio de una de las ruedas de la oruga (Considerando que las ruedas tienen el 
mismo tamaño)  
𝜔𝑑 : Es la velocidad angular lateral derecha de la oruga   
𝜔𝑖 : Es la velocidad angular lateral izquierda de la oruga   
Lo que significa que las velocidades de cada oruga en ausencia del deslizamiento se 
pueden deducir a partir de los radios de las ruedas y la velocidad angular a la que gira las 
mismas. 
Se debe recordar que el modelo diferencial basa su cinemática en la velocidad relativa 
que hay entre las ruedas, es así como puede presentar movimientos de traslación y 
rotación simultáneamente. 
Cabe resaltar que se está considerando a la oruga como rígida de tal forma que no haya 




Figura 14: Sistema referencial inercial del sistema robótico móvil  
Fuente: Autonomous Tracked Robots in Planar Off-Road Conditions, Ramón Gonzalez 
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De esta manera se presentan las ecuaciones que rigen la cinemática de un robot móvil 
diferencial: 
Considerando que es un modelo simétrico y que la mayor cantidad de masa se encuentra 




Figura 15: Modelo cinemático simplificado del sistema robótico móvil  
Fuente: Elaboración propia 
 
En este caso se indica que es un modelo con masa simétricamente distribuida y que la 
mayor tracción se encuentra en los extremos. 
Por lo tanto, según la fórmula del centro de masas se formula lo siguiente: 
𝑣𝑐𝑚 = 𝑣 =  
𝑣𝑑 + 𝑣𝑖
2
        ( 6 ) 
Dónde: 
𝑣𝑐𝑚  : Es la velocidad del centro de masas  
𝑣  :    Es la velocidad de todo el sistema 
 𝑣𝑑:   Es la velocidad lateral derecha real del sistema robótico 
 𝑣𝑖  :   Es la velocidad lateral izquierda real del sistema robótico 
Si queremos hallar la velocidad de rotación del sistema, entonces simplemente se presenta 
un sistema de referencia no inercial en el centro de masas, el cual anula el movimiento de 
traslación y deja solo el movimiento de rotación. 





        ( 7 ) 
Dónde: 
𝜔 :   Es la velocidad angular del sistema  
𝑣𝑑:   Es la velocidad lateral derecha real del sistema robótico 
𝑣𝑖  :   Es la velocidad lateral izquierda real del sistema robótico 
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𝑏  :   Distancia que hay entre el centro de masas de cada oruga 
Si representamos las mismas ecuaciones considerando los deslizamientos, el sistema de 
coordenadas de la Figura 14 se puede representar mediante las siguientes expresiones: 





. 𝑐𝑜𝑠 𝜃𝑠𝑙(𝑡)        ( 8 ) 





.  sin𝜃𝑠𝑙(𝑡)        ( 9 ) 
?̇?𝑠𝑙(𝑡) =  




        ( 10 ) 
𝑏 ∈ 𝑅+ 
Dónde: 
?̇?𝑠𝑙(𝑡) :   Es la velocidad en el eje X considerando el deslizamiento de orugas  
?̇?𝑠𝑙(𝑡):    Es la velocidad en el eje Y considerando el deslizamiento de orugas 
?̇?𝑠𝑙(𝑡):    Es la velocidad angular considerando el deslizamiento de orugas 
𝑣𝑠𝑙𝑑(𝑡) : Es la velocidad de deslizamiento de la oruga lateral derecha 
𝑣𝑠𝑙𝑖(𝑡) : Es la velocidad de deslizamiento de la oruga lateral izquierda 
𝜃𝑡𝑙(𝑡):   Es el ángulo de orientación del sistema móvil respecto al eje positivo X. 
𝑏 :   Distancia que hay entre el centro de masas de cada oruga 
[ 𝑥𝑠𝑙 𝑦𝑠𝑙 𝜃𝑠𝑙]𝑇  ∈  𝑅3 : Indican la posición y orientación del sistema robótico 
considerando el efecto de deslizamiento 
El subíndice 𝑠𝑙 , indica slip (deslizamiento en inglés), es decir todos los parámetros 
cinemáticos se encuentran en su expresión considerando el error de deslizamiento. 
Reemplazando los términos de las ecuaciones (8), (9) 𝑦 (10)   en términos de las 
ecuaciones (6) y (7): 
?̇?𝑠𝑙(𝑡) =  𝑣𝑠𝑙(𝑡). cos𝜃𝑠𝑙(𝑡)        ( 11 ) 
?̇?𝑠𝑙(𝑡) =  𝑣𝑠𝑙(𝑡). sin𝜃𝑠𝑙(𝑡)        ( 12 ) 












         ( 15 ) 
𝑣𝑠𝑙𝑑(𝑡) =  𝑣𝑑(𝑡). (1 − 𝑖𝑒𝑑(𝑡)) =  𝜌. 𝜔𝑑(𝑡). (1 − 𝑖𝑒𝑑(𝑡))         ( 16 ) 
𝑣𝑠𝑙𝑖(𝑡) =  𝑣𝑖 (𝑡). (1 − 𝑖𝑒𝑖(𝑡)) = 𝜌.𝜔𝑖(𝑡). (1 − 𝑖𝑒𝑖(𝑡))          ( 17 ) 
Dónde: 
?̇?𝑠𝑙(𝑡) :   Es la velocidad en el eje X considerando el deslizamiento de orugas  
?̇?𝑠𝑙(𝑡):    Es la velocidad en el eje Y considerando el deslizamiento de orugas 
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?̇?𝑠𝑙(𝑡):    Es la velocidad angular considerando el deslizamiento de orugas 
𝑣𝑠𝑙(𝑡) :   Es la velocidad lineal de todo el sistema considerando el deslizamiento 
𝜔𝑠𝑙(𝑡) : Es la velocidad angular de todo el sistema considerando el deslizamiento 
𝑣𝑠𝑙𝑑(𝑡) : Es la velocidad de deslizamiento de la oruga lateral derecha 
𝑣𝑠𝑙𝑖(𝑡) : Es la velocidad de deslizamiento de la oruga lateral izquierda 
𝑏 :   Distancia que hay entre el centro de masas de cada oruga 
𝜌 :   Es el radio de la rueda de la oruga 
𝑖𝑒𝑑 , 𝑖𝑒𝑖 : Son los índices de error de deslizamiento en cada oruga derecha e izquierda. 
2.4.2.3. Error de deslizamiento en el modelo diferencial extendido 
En esta sección se procederá a describir las ecuaciones que determinan las condiciones 
de error de la posición y orientación real del sistema robótico respecto a la referencial. 
 
 
Figura 16: Sistema referencial inercial con error de deslizamiento introducido  
Fuente: Autonomous Tracked Robots in Planar Off-Road Conditions, Ramón Gonzalez 
 
Como se puede observar en la Figura 16, la posición y orientación del sistema robótico 
orugado es diferente a la posición y orientación referencial, debido a distintos motivos 
que puede ocurrir en el control del sistema robótico móvil. 
De la Figura 16 se deducen las siguientes ecuaciones: 
𝑒𝑥(𝑡) = (𝑦
𝑟𝑓(𝑡) − 𝑦𝑠𝑙(𝑡)). sin𝜃𝑠𝑙(𝑡) + (𝑥𝑟𝑓(𝑡) − 𝑥𝑠𝑙(𝑡)). cos 𝜃𝑠𝑙 (𝑡)        ( 18 ) 
𝑒𝑦(𝑡) = (𝑦
𝑟𝑓(𝑡) − 𝑦𝑠𝑙(𝑡)). cos 𝜃𝑠𝑙(𝑡) − (𝑥𝑟𝑓(𝑡) − 𝑥𝑠𝑙(𝑡)). sin𝜃𝑠𝑙 (𝑡)        ( 19 ) 
𝑒𝜃(𝑡) = (𝜃
𝑟𝑓(𝑡) − 𝜃𝑠𝑙(𝑡))        ( 20 ) 





) =  (
𝑐𝑜𝑠 𝜃𝑠𝑙 (𝑡) 𝑠𝑖𝑛 𝜃𝑠𝑙(𝑡) 0






)        ( 21 ) 
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𝑒𝑥(𝑡), 𝑒𝑦(𝑡), 𝑒𝜃(𝑡) ∈ 𝑅 
Dónde: 
𝑒𝑥(𝑡) :   Error de posición del robot Móvil en el eje X 
𝑒𝑦(𝑡) :   Error de posición del robot Móvil en el eje Y 
𝑒𝜃(𝑡):   Error de orientación del robot Móvil respecto al eje positivo X 
𝑥𝑟𝑓(𝑡) :   Posición de referencia del robot móvil en el eje X 
𝑥𝑠𝑙(𝑡) :   Posición real del robot móvil en el eje X contando el deslizamiento 
𝑦𝑟𝑓(𝑡) :   Posición de referencia del robot móvil en el eje Y 
𝑦𝑠𝑙(𝑡) :   Posición real del robot móvil en el eje Y contando el deslizamiento 
𝜃𝑟𝑓(𝑡):    Es la orientación angular de referencia del robot móvil 
𝜃𝑠𝑙(𝑡):    Es la orientación angular considerando el deslizamiento de orugas 
Derivando las ecuaciones (18), (19) 𝑦 (20) respecto a la variable del tiempo: 
?̇?𝑥(𝑡) = (?̇?
𝑟𝑓(𝑡) − ?̇?𝑠𝑙(𝑡)). 𝑠𝑖𝑛 𝜃𝑠𝑙(𝑡) + (?̇?𝑟𝑓(𝑡) − ?̇?𝑠𝑙(𝑡)). 𝑐𝑜𝑠 𝜃𝑠𝑙 (𝑡) + 𝑐𝑜𝑠 𝜃𝑠𝑙 (𝑡) . (𝑦𝑟𝑓(𝑡)
− 𝑦𝑠𝑙(𝑡)). ?̇?𝑠𝑙 − 𝑠𝑖𝑛 𝜃𝑠𝑙 (𝑡) . (𝑥𝑟𝑓(𝑡) − 𝑥𝑠𝑙(𝑡)). ?̇?𝑠𝑙         ( 22 ) 
?̇?𝑦(𝑡) = (?̇?
𝑟𝑓(𝑡) − ?̇?𝑠𝑙(𝑡)). cos 𝜃𝑠𝑙(𝑡) − (?̇?𝑟𝑓(𝑡) − ?̇?𝑠𝑙(𝑡)). sin𝜃𝑠𝑙 (𝑡) − sin𝜃𝑠𝑙 (𝑡) . (𝑦𝑟𝑓(𝑡)
− 𝑦𝑠𝑙(𝑡)). ?̇?𝑠𝑙 − cos𝜃𝑠𝑙 (𝑡) . (𝑥𝑟𝑓(𝑡) − 𝑥𝑠𝑙(𝑡)). ?̇?𝑠𝑙         ( 23 ) 
?̇?𝜃(𝑡) = (𝜔
𝑟𝑓(𝑡) − 𝜔𝑠𝑙(𝑡))        ( 24 ) 
Agrupando las ecuaciones (22), (23) 𝑦 (24)  y reemplazando las ecuaciones (19) en 
(22), (18) en (23) y la forma (7) en (24): 
?̇?𝑥(𝑡) = (?̇?
𝑟𝑓(𝑡) − ?̇?𝑠𝑙(𝑡)). sin 𝜃𝑠𝑙(𝑡) + (?̇?𝑟𝑓(𝑡) − ?̇?𝑠𝑙(𝑡)). cos𝜃𝑠𝑙 (𝑡) + 𝑒𝑦(𝑡). 𝜔
𝑠𝑙         ( 25 ) 
?̇?𝑥(𝑡) = ?̇?
𝑟𝑓(𝑡). cos 𝜃𝑠𝑙 (𝑡) + ?̇?𝑟𝑓(𝑡). sin 𝜃𝑠𝑙(𝑡) − (?̇?𝑠𝑙(𝑡). sin𝜃𝑠𝑙(𝑡) + ?̇?𝑠𝑙(𝑡). cos 𝜃𝑠𝑙 (𝑡))
+ 𝑒𝑦(𝑡). 𝜔
𝑠𝑙         ( 26 ) 
?̇?𝑦(𝑡) = −?̇?
𝑟𝑓(𝑡). sin 𝜃𝑠𝑙 (𝑡) + ?̇?𝑟𝑓(𝑡). cos𝜃𝑠𝑙(𝑡) − (?̇?𝑠𝑙(𝑡). cos 𝜃𝑠𝑙(𝑡) + ?̇?𝑠𝑙(𝑡). sin 𝜃𝑠𝑙 (𝑡))
− 𝑒𝑥(𝑡).𝜔











        ( 28 ) 
Agrupando las ecuaciones (26), (27) 𝑦 (28): 
?̇?𝑥(𝑡) = ?̇?
𝑟𝑓(𝑡). cos𝜃𝑠𝑙 (𝑡) + ?̇?𝑟𝑓(𝑡). sin 𝜃𝑠𝑙(𝑡) −𝑣𝑠𝑙 + 𝑒𝑦(𝑡). 𝜔
𝑠𝑙         ( 29 ) 
?̇?𝑥(𝑡) = 𝑣
𝑟𝑓 . cos 𝑒𝜃(𝑡) −𝑣
𝑠𝑙 + 𝑒𝑦(𝑡). 𝜔
𝑠𝑙         ( 30 ) 
?̇?𝑦(𝑡) =  𝑣
𝑟𝑓 . sin 𝑒𝜃 − 𝑒𝑥(𝑡). 𝜔











        ( 32 ) 
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Reemplazando las ecuaciones (30)  y (32)  en función de la forma (3)  y finalmente 












































𝑣𝑑 . 𝑖𝑒𝑑 + 𝑣𝑖 . 𝑖𝑒𝑖
𝑏
0




        ( 33 ) 
Dónde: 
?̇?𝑥 :   Velocidad del error de posición del robot Móvil en el eje X 
?̇?𝑦 :   Velocidad del error de posición del robot Móvil en el eje Y 
?̇?𝜃:    Velocidad del error de orientación del robot Móvil respecto al eje positivo X 
𝑒𝑥(𝑡) :   Error de posición del robot Móvil en el eje X 
𝑒𝑦(𝑡) :   Error de posición del robot Móvil en el eje Y 
𝑒𝜃(𝑡):   Error de orientación del robot Móvil respecto al eje positivo X 
𝑣𝑟𝑓 :   Velocidad de referencia de todo el sistema 
𝑣𝑟𝑓𝑑 : Velocidad de referencia de la oruga lateral derecha 
𝑣𝑟𝑓𝑖:    Velocidad de referencia de la oruga lateral izquierda 
𝑣𝑑 : Velocidad real de la oruga lateral derecha sin la introducción del deslizamiento 
𝑣𝑖 : Velocidad real de la oruga lateral izquierda sin la introducción del deslizamiento 
𝑖𝑒𝑑 : Índice de error de deslizamiento en la oruga lateral derecha 
𝑖𝑒𝑖   : Índice de error de deslizamiento en la oruga lateral izquierda 
Se observa que el modelo obtenido en la ecuación matricial, es un modelo no lineal, por 
eso linealizando mediante la serie de Taylor alrededor de la referencia 𝑣𝑑 = 𝑣
𝑟𝑓
𝑑, 𝑣𝑖 =
𝑣𝑟𝑓𝑖,, 𝑒 = 0 al primer Orden, se puede tener el siguiente sistema continuo lineal variante 






0 𝜔𝑟𝑓 − 𝛾 0











































)        ( 34 ) 
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𝛾 =




        ( 35 ) 
2.4.3. Elementos Mecánicos en la Robótica Móvil 
2.4.3.1. Engranajes  
Los engranajes son una excelente opción para la mayoría de las aplicaciones de 
transmisión de potencia, ya que se puede transmitir a través de varios motores pequeños 
alimentados por batería hasta motores de turbina de gas de mil caballos de fuerza.   
Pueden transmitir potencia entre ejes paralelos, cruzados o incluso sesgados (Sandin, 
2003). 
Para que los engranajes sean eficientes y silenciosos se requiere que se tenga una alta 
precisión tanto en la forma de los dientes como en la distancia entre una marcha y su 
aparejamiento. 
Asimismo los engranajes vienen de diferentes formas y tamaños (pulgadas, unidades 
métricas), varían de acuerdo al diámetro que presenta y el tamaño del diente.  Son 
componentes mecánicos versátiles capaces de realizar diferentes tipos de transmisión de 
potencia o control de movimiento.  
Los engranajes que se emplea en la elaboración de la tesis son los Engranajes Rectos.  
A. Engranajes Rectos 
Los engranajes cilíndricos rectos, son los engranajes mas simples que pueden existir en 
su familia, estos se caracterizan principalmente porque sus dientes son paralelos al eje de 
rotación y se emplean para transmitir movimiento de un eje a otro eje paralelo (ver Figura 
17). Estos tipos de engranajes son mas usados en la transmisión de movimiento a 
velocidades pequeñas, media a grandes, en el cual si no son rectificados, estos hacen 









Figura 17: Engranajes rectos transmite movimiento entre ejes paralelos 
Fuente: Diseño de Ingeniería Mecánica de Shigley 
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B. Nomenclatura de Engranajes Rectos 
La terminología de los engranajes rectos es mostrado en la Figura 18 , el cual define una 
serie de conceptos relacionados a la geometría, configuración y fabricación de los dientes 
del engranaje recto. 
 
 
Figura 18: Nomenclatura de la estructura mecánica de un engranaje 
Fuente: Diseño de Ingeniería Mecánica de Shigley 
 
 Círculo de paso: Es el círculo base por el cual se toma como referencia 
geométrica para poder realizar todos los cálculos de diseño de engranajes. 
 Diámetro de paso: Es el diámetro del círculo de paso. 
 Piñón: Es el engranaje con menor tamaño de círculo de paso. 
 Rueda: Es el engranaje con mayor tamaño de círculo de paso. 
 Paso Círcular: Es la distancia que hay entre dos puntos de dientes de 
engranaje subyacente situados dentro del círculo de paso. Esto no seria 
mas que la suma entre el espesor del diente y el ancho del espacio. 
 Módulo: Es la relación del diámetro de paso con el número de dientes. 
 Paso Diametral: Es la relación del número de dientes con el diámetro de 
paso, por lo tanto matemáticamente, es el reciprocoo del módulo. 
 Cabeza: Es la distancia radial entre la cresta y el círculo de paso. 
 Raíz: Es la distancia radial que hay entre el círculo de paso y el fondo del 
diente. 
 Círculo del claro: Es un círculo tangente al círculo de la raíz del engranaje 
acoplado. 
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2.4.3.2. Cojinetes  
Los cojinetes se fabrican para soportar cargar radiales puras o cargas de empuje puras, en 
la Figura 19 se muestra la nomenclatura de un cojinete de bolas en la que se muestra las 
cuatro partes esenciales del cojinete las cuales son: el anillo exterior, el anillo interior, las 












Figura 19: Nomenclatura de cojinetes de bolas 
Fuente: Diseño de Ingenieria Mecánica de Shigley 
 
2.4.4. Ejes y Flechas  
La unica diferencia conceptual entre Eje y flecha es, que una flecha es un elemento rotario 
(ver Figura 20), en su mayoría de sección transversal circular usado para transmitir 
potencia mecánica a través de un par de torsión, mientras que un eje es un elemento 
giratorio que no transmite par de torsión que se utiliza para soportar ruedas rotatorias, 
poleas y elementos parecidos.   
Por lo general la geometría de ambos elementos es la de un cilindro escalonado que se 
determina con base en una revisión de los modelos existentes, en los que se debe hacer 
un número limitado de cambios. Si no se cuenta con un diseño para emplearlo como punto 
de partida, entonces la determinación de la geometría de estos componentes mecánicos 
pueden tener muchas soluciones.  
Los ejes y las flechas deben mantenerse cortos para minimizar los momentos flexionantes 
y las deflexiones.  
Asimismo, en el caso de la flecha, este debe tener el tamaño adecuado para soportar el 
esfuerzo y la deflexión por torsión. También es necesario proporcionar un medio para 
transmitir el par de torsión entre la flecha y los engranajes.  
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Figura 20: Flecha de transmisión de potencia mecánica 
Fuente: Diseno de Ingenieria Mecanica de Shigley 
 
2.4.5. Elementos de Potencia Eléctrica en la Robótica Móvil 
2.4.5.1. Motores DC de imán permanente 
A. Estructura básica 
El motor DC de imán permanente se encuentra conformado por dos partes principalmente 
(Ver Figura 21): (Francisco, 2018) 
 Inductor: Es el componente pasivo del motor eléctrico que almacena la energía en 
forma de campo magnético. Esta función lo cumple el estator que se encuentra 
formado por imanes permanentes. 
 Inducido: Es el componente activo del motor eléctrico, en donde se produce la 
transformación de energía eléctrica a energía mecánica, esto se realiza mediante 
la inducción electromágnetica al alimentar los conductos del devanado con 
energía eléctrica. Este función se encuentra asociado al rotor. 
 
 
Figura 21: Estructura básica de un motor DC de imán permanente 
Fuente: Motores de CC Generalidades / SlideShare  
38 







Figura 22: Circuito equivalente del motor de imán permanente 
Fuente: Elaboración propia 
 
Leyenda: 
𝑉: Voltaje de Alimentación 
𝑅𝑡: Resistencia térmica 
𝑅: Resistencia debido a las pérdidas 
𝐿: Inductancia del bobinado 
𝐸: Fuerza contra electromotriz 
Presenta las siguientes Ventajas: 
 Baja Inercia 
 Perdidas nulas en el estator y en el hierro del rotor 
 Baja Saturación 
 Baja Constante de tiempo eléctrica 
 Bajos pares de retención 
 Relación lineal de Fuerza contra electromotriz y velocidad 
 Relación lineal de Corriente y par de torsión 
 Baja tensión de arranque 
 Menores problemas de mantenimiento del colector 
Presenta la siguiente Desventaja: 
 Precio elevado 
C. Configuración de la fabricación del motor 
La Figura 23 representa la configuración típica de un motor de imán permanente, el cual 
esta compueto por los siguientes elementos: 
 Cubierta para escobillas 
 Escobillas 
 Cubierta General 
39 
 Devanados 
 Eje del rotor 
 Sujetador 
 Imanes Permanentes 
 Cojinetes 
 Sujetador 
 Anillo de retención 
 Terminales 
 Conmutador 










Figura 23: Configuración de la fabricación del motor 
Fuente: Motores de CC Generalidades / SlideShare 
 
2.4.6. Sistemas de comunicación Inalámbrica en Robótica 
2.4.6.1. El protocolo Bluetooth 
La tecnología inalámbrica Bluetooth (ver Figura 24) es un estándar para el intercambio 
de datos en redes inalámbricas de corto alcance, como son las redes WPAN (Wireless 
Personal Area Network: IEEE 802.15). Este se encuentra en su mayoría en la banda de 
radio frecuencia ISM (industrial, scientific and medicals radio bands) que va desde el 
rango (2.4GHz a 2.485GHz). Este tipo de comunicación posibilita la transmisión de datos 
y voz, orientado a un diseño de bajo consumo, bajo costo y pequeño tamaño. 
 
 
Figura 24: Logo de la especificacion inalámbrica bluetooth 
Fuente: https://www.bluetooth.com/ 
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En Bluetooth, tiene una clasificación de los dispositivos que implementan esta tecnología, 
según su potencia permitida, se divide en cuatro clases: 
1. Clase 1: Tiene una potencia máxima de consumo de hasta 100mW, con un 
rango de operación de aproximadamente 100m.  
2. Clase 2: Tiene una potencia máxima de consumo de hasta 2.5mW, con un 
rango de operación de aproximadamente 20m.  
3. Clase 3: Tiene una potencia máxima de consumo de hasta 1mW, con un rango 
de operación de aproximadamente 1m.  
4. Clase 4: Tiene una potencia máxima de consumo de hasta 0.5mW, con un 
rango de operación de aproximadamente 0.5m.  
Debe observarse que entre clases hay compatibilidad y que debido a su fácil 
adaptabilidad, entonces el rango de cobertura de las clases de menor potencia se vén 
incrementadas cuando estas se encuentran en comunicación con las demás clases. 
A. Versiones del Bluetooth 
 Bluetooth 1.0: Como primera versión implementada en Bluetooth, abordo 
muchos problemas de comunicación entre los dispositivos. A partir de las 
actualizacion 1.1 y 1.2 comenzaron a usarse como estándar de la IEEE, por 
mejorar la rapidez de conectividad llegando hasta una tasa de 721 kbps. 
 Bluetooth 2.0: Esta actualización dió una mayor facilidad de conexión, partir 
de la detección de dispositivos cercanos dentro del area de cobertura. Se 
agregaron los conceptos de BR/EDR, los cuales se refieren a un mejora en la 
tasa de transmisión de datos. 
 Bluetooth 3.0: Se incorporó tecnologías de alta velocidad para mayor ancho 
de banda en transmisión de paquetes de mayor cantidad de datos. Esta nueva 
especificación permite transferir datos de hasta una tasa de 24Mbps. 
 Bluetooth 4.0: En esta nueva versión de Bluetooth, en sus actualizaciones 4.1 
y 4.2, se traen especificaciones orientadas a flexibilidad de protocolo como el 
Bluetooth Smart o el Bluetooth BLE de bajo consumo de energía para 
aplicaciones IoT, de largo tiempo de operación. Ademas las tasas a la que se 
transmite la informacion han aumentado a valores desde 25Mbps a 32Mbps. 
 Bluetooth 5.0: Esta es la última versión del protocolo Bluetooth desarrollado, 
y especifica el incremento de mayores tasa de transmisión de datos a menos 
consumo de energía desde las actualizacion 4.1 y 4.2. 
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B. Redes Bluetooth 
En cuanto a redes para tecnología Bluetooth, se tiene configuración de red del tipo punto 
a o punto a multipunto (Ver Figura 25). 
 
 
Figura 25: Redes bluetooth formadas 
Fuente: https://ldc.usb.ve/~poc/RedesII/Grupos/G1/estructura.html 
 
En cuanto a redes para tecnología Bluetooth, se tiene configuración de red del tipo punto 
a o punto a multipunto. Según la Figura 25 , se puede observar la formación de redes en 
dispositivos Bluetooth, los cuales cuando estos están conectado de un punto a multipunto, 
este tipos de redes se conocen como piconets. Un piconet tiene la posibilidad de crecer 
hasta tener 8 conexiones punto a punto. Para fines de escalabilidad se pueden extender 
este tipo de redes por medio de la formación de scatternets, lo cuales son producidos al 
interconectar dos dispositivos Bluetooth de dos piconets diferentes. Asimismo, también 
se observar que uno de los dispositivos debe actuar como master y los demás como 
esclavos sincronizados en base la información del reloj y los saltos de frecuencias. 
C. Arquitectura de protocolos Bluetooth 
Para que los dispositivos que implementan la tecnología de Bluetooth puedan 
interconectarse de la manera mas fluida posible, estos deben ejecutarse bajo la pila de 
capas que definen el protocolo Bluetooth (ver Figura 26).  
Esta pila de capas de protocolos se puede dividir en las siguientes cuatro capas lógicas 
principales: 
 Núcleo de Bluetooth: Radio, Banda base, LMP, L2CAP, SDP 
 Sustitución de Cable: RFCOMM 
 Protocolos adoptados: PPP, UDP, TCP, IP, OBEX, WAP, WAE 




Figura 26: Arquitectura de pila de protocolos bluetooth 
Fuente: http://www.rfwireless-world.com/Tutorials/Bluetooth-protocol-stack.html 
 
i. Radio: Es la capa donde esta definidio el medio de comunicación Bluetooth, que 
en este caso es una interfaz inalámbrico. Asimismo se definen las bandas de 
frecuencia de operación, los saltos de frecuencia, la técnica de modulación a 
implementar y las clase de potencia de transmisión. 
ii. Protocolo Banda Base: La capa de banda base, forma parte de la capa física del 
protocolo bluetooth, el cual es el encargado de manejar los canales y enlaces 
físicos, de diferentes servicios como corrección de errores, selección de salto de 
frecuencias, seguridad, etc. Este tipo de protocolo es implementado como  un 
controlador de enlace, el cual trabaja de la mano con su capa superior para llevar 
las rutinas de control de conexión y control de potencia. Ademas de administrar 
enlaces síncronos, asíncronos, control de paquetes y consultas para medios de 
acceso en conexiones con otros dispositivos del medio. 
iii. Protocolo de Administración de enlace: Este es el responsable de gestionar el 
enlace que hay entre dispositiviso Bluetooth, asi como mantenerlos una vez 
establecida la conexión. Incluye implementación de especificaciones a nivel de 
seguridad como encriptación y autenticación de datos y negociación entre 
tamaños de paquetes. 
iv. Protocolo de control de enlace lógico y adaptación: Este es el protocolo encargado 
de realizar la adaptación entre la trama obtenida de la capa superior al formato de 
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la banda base y viceversa. Además se encarga de control de servicios orientados 
a la conexión y no conexión. 
v. Protocolo de servicio de descubrimiento  (SDP): Es el protocolo que permite 
realizar la exploración y descubrimiento de los dispositivos que se encuentran 
conectados o asociados a la red en base a consultas de información a los 
dispositivos a conectar. 
vi. RFCOMM: Es el protocolo usado como emulador de la especificación del RS232, 
con la diferencia de que este protocolo es usado para comunicaciones 
inalámbricas. 
vii. Command AT: Especificación usada para realizar configuración por medio de 
comando de servicio telefónico. 
viii. TCS-BIN: Es el protocolo usado para señales de control de llamadasy 
procedimiento de administración mobile. Estas señales están relacionadas  a 
establecer llamadas de voz y de datos. 
2.4.6.2. El protocolo ZigBee 
Zigbee es un protocolo de comunicaciones inalámbricas basado en el estándar IEEE 
802.15.4 utilizado para redes de área personal. Esta especificación además proporciona 
comunicaciones inalámbricas de mayor seguridad manteniendo un bajo consumo de 
energía.  
La mayor ventaja de Zigbee, a diferencia del estándar normal IEEE 802.15.4, es que esta 
especificación es una alianza para formar redes MESH, altamente escalables, con 
eficiencia energética y bajos costos. Además de su fácil implementación para formar 
redes con distintas topología como P2P, Estrella, Arbol, Cluster y Mesh (ver Figura 27). 
 
 
Figura 27: Topologías de red zigbee 
Fuente: www.ptolomeo.unam.mx:8080/jspui/bitstream/132.248.52.100/229/6/A6.pdf (U. Nacional 
Autónoma de Mexico, 2015) 
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A diferencia del Bluetooth, Zigbee trabaja en un mismo canal, dentro del ancho de banda 
libre de 2.4GHz. La cantidad de canales que posee dentro de este ancho de banda es de 
16. 
Si además lo comparamos con otras tecnologías inalámbricas (ver Figura 28), podemos 
observar que Zigbee es una tecnología de baja tasa de transferencia de información, así 
como también de bajo consumo de energía y alcanza mayores distancias a comparación 
de las otras tecnologías inalámbricas, a excepción de la móvil. 
 
 
Figura 28: Gráfica tasa de transferencia vs rango cobertura 
Fuente: https://sg.com.mx/content/view/310 (García, 2018) 
 
A. Arquitectura de Protocolos Zigbee 
Zigbee también está compuesto por una pila de protocolos, que de manera similar que el 
modelo OSI lo conforman distintas capas (Ver Figura 29), iniciando por la capa física y 
la capa de acceso al medio definido por el protocolo base de la IEEE 802.15.4. 
 
 
Figura 29: Arquitectura de protocolos zigbee 
Fuente: https://sg.com.mx/content/view/310 (García, 2018) 
 
i. Capa Física: Es la capa encargada de definir la forma en como se dará la 
comunicación por el medio físico, en este caso se proporciona el servicio de 
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transmisión por el aire (Wireless), punto a punto, la técnica de modulación a 
emplear, la frecuencia del canal en el que se encuentra operando la red, etc. 
ii. Capa MAC: La capa MAC, es la capa de enlace de datos, en el cual es donde se 
produce la asociación entre módulos Zigbee, es aquí donde se establece la 
comunicación a nivel de direcciones MAC entre dispositivos. 
iii. Capa Red (NWK): Es en esta capa donde se hace el inicio y creación de la red, 
se permite que otros nodos formen parte de la red, mediante la asignación de 
direcciones, se realiza la operación de enruteo de los paquetes a los dispositivos 
terminales, proporciona medios para la garantizacion de la entrega de paquetes a 
sus destinos, el filtrado, cifrado y la autenticación de los mismos. 
iv. Capa de Soporte de Aplicaciones: Es la encargada de mantener los roles de los 
distintos elementos de la red, ya sea coordinador, router y elemento terminal. 
Junto con la Capa de Red conforman la especificación de la Zigbee Aliance. 
v. Capa de Aplicaciones/ Perfil: Las últimas capas son aquellas que son definidas 
por el fabricante, por ejemplo MaxStream, en la que se define la capa de 
aplicaciones y perfil de usuario. Es en esta capa donde se definen los roles de cada 
dispositivo de la Red, lo cual es realizado a través de los objetos de dispositivo 
Zigbee (ZDO). 
B. Roles definidos para un ZDO (Zigbee Device Object) 
Entre los principales Roles que están contemplados en ZDO, se encuentran los 
siguientes: 
 Rol Coordinador: Todas las redes Zigbee tienen un único Coordinador, el cual es 
el responsable de la creación, formación y lanzamiento de la red. Este se encarga 
de asignar direcciones y manejar otras funciones importantes de la red como son 
la seguridad y su buen estado. 
 Rol Router: Es el dispositivo que opera en la capa de red de la arquitectura de 
protocolos Zigbee, encargado de poder escalar la red a través de la unión de redes 
existentes, cumple las funciones de enrutear los paquetes, asi como enviar y 
recibir la información entre dispositivos Zigbee. Estos Routers pueden llevar la 
información entre dispositivos incluso si el emisor se encuentra fuera de la 
cobertura del dispositivo final. 
 Rol End Device: Son los dispositivos finales de la red, son aquellos que depende 
de un dispostivo padre para poder unirse a una red, es por eso que siempre debe 
de tener un dispositivo padre asociado. Estos dispositivos tienen la ventaja de 
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ahorrar consumo energético debido a su funcionamiento en modo sleep mode, en 
el cual para poder recibir algun mensaje debe ser despertado por un Router que 
almaceno previamente el mensaje a procesar. 
Sus únicas funciones son las de unirse a la red, enviar y recibir la información. 
C. Espectro Zigbee 
El espectro Zigbee involucra las siguientes Bandas ISM (ver Figura 30): 
 10 Canales en el rango de 902.0 MHz y 928.0 MHz 
 16 Canales en el rango 2.4 GHz y 2.4835 GHz 
 
 
Figura 30: Espectro zigbee 2,4GHz 
Fuente: Xbee Guia de Usuario (MCI Electronics, 2010) 
 
2.4.7. Desarrollo de aplicaciones en Java 
2.4.7.1. El lenguaje de programación Java 
Java es un lenguaje de programación de propósito general (ver Figura 31), 
multiplataforma, concurrente, orientado a objetos, y con facilidad de implementación, de 
tal forma que entre sus relaciones haya la menor dependencia posible, dándole 
características de flexibilidad, escalabilidad y orientado a únicas responsabilidades. 
 
 
Figura 31:Logo del lenguaje de programación java 
Fuente: http://diylogodesigns.com/blog/java-logo-png-transparent-background-download/ 
 
Entra las principales características de java se encuentra las siguientes: 
 Simple: Java, como lenguaje de programación, fue diseñado para que pueda se 
aprendido fácilmente por el desarrollador. Teniendo conceptos básicos de 
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programación orientado a objetos y sintaxis de programación C o C++, java será 
un lenguaje muy fácil de aprender y usar. 
 Portable: Java ha sido diseñado, para que pueda ser ejecutado en cualquier tipo de 
sistema operativo, de tal manera que el programa en este lenguaje es ejecutado en 
la JVM y es independiente. Asimismo, java da la capacidad para que los 
programes sean portables, a ser embebidos en comprimidos dando paso a la 
escalabilidad. 
 Orientado a Objetos: El lenguaje de programación java, tienes sus bases orientado 
a objetos, el cual establece las tres características más importantes de su 
programación: Encapsulación, Herencia y Polimorfismo. Esto permite que java 
sea de fácil extensión, aplicado a muchos comportamientos y pensado a la 
funcionalidad de la lógica de negocio. 
 Robusto: Debido a la alta demanda de desarrollo de sistema desplegados en la 
Web, es que java fue diseñado para dar una alta fiabilidad al usuario. De esta 
manera se da una gran prioridad en la creación de programas altamente Robustos, 
que permitan indicar el manejo de posibles escenarios que podrían ocasionar que 
le programe se comporte de manera diferente, esto tanto en tiempo de compilación 
como en tiempo de ejecución. 
 Subprocesamiento múltiple: Java fue diseñado para satisfacer las necesidades del 
mundo real y crear programas interactivos y enlazados. Es por eso que java 
soporta la programación de múltiples subprocesos, el cual permite ejecutar 
múltiples tareas de manera simultánea. Esto habilita la interacción entre 
programas de una manera sofisticada y sincronización entre ellos. 
 Arquitectura Neutra: Uno de las principales ventajas que java proporciona es que 
los programas diseñados en este lenguaje garantizan su longevidad, incluso 
cuando hay cambios de recursos de procesador, actualizaciones de versiones del 
sistema operativo, actualizaciones de procesador, etc. Esto debido a la inclusión 
de la máquina virtual de java JVM, el cual permite ejecutar en cualquier sistema 
operativo y en cualquier momento. 
 Distribuido: Java permite la ejecución de sistemas distribuidos en internet, debido 
a que este lenguaje de programación soporta la comunicación entre programas a 
través de protocolos TCP/IP. De esta manera se accede a recursos a través de URL 
de una manera tan fácil como acceder a archivos a través de ftp. 
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 Interpretado y de Eficiencia alta: Java es un lenguaje que habilita la ejecución de 
programas en plataformas transversales, al tener una forma generada de código 
byte intermedio llamado código byte java. Por tanto, cualquier sistema que 
implementa la JVM, tiene la capacidad para entender este código byte y java y 
poder ejecutar el programa. Esto podría entenderse como un costo en la eficiencia, 
sin embargo, si el código de java es especialmente diseñado, este puede fácilmente 
transformarse en código byte nativo para una mayor demanda de eficiencia.  
 Dinámico: Los programas en Java llevan consigo información importante en 
tiempo de ejecución, que les permite evaluar y saber cuándo se tiene acceso a los 
objetos en tiempo de ejecución. Esto es crucial, debido a que dinámicamente 
enlaza código de una manera segura y expediente, haciendo más robusto el 
ambiente de ejecución de java. 
2.4.7.2. Desarrollo de aplicaciones Java Web 
El desarrollo de aplicaciones java Web, se introduce el año 1997 como un modelo de 
desarrollo primario para contenido web dinámico, sin embargo los componentes web Java 
ahora cada vez son menos usados hoy en dia. A pesar de esto, los componentes Java Web 
son la base de las nuevas tecnologías hoy en uso, y es por eso que forma la base teórica 
del desarrollo web Java. 
En efecto, los Java Servlets son muy ampliamente usados como  componente Java Web, 
aunque su uso hoy en día sea indirecto. Desde que estos componentes Web fueron usados, 
ellos ha sido seguido por una variedad de componentes java web y lenguajes web, esto 
incluye JSPs, Tag Libraries, Java Server Faces, Java API Restful Web Services (JAX-
RS) y endpoints WebSockets. 
A. El protocolo HTTP 
El protocolo HTTP, forma la base de la comunicación entre aplicaciones web. Este 
protocolo se encuentra en la capa 7 del modelo OSI, y significa HiperText Transfer 
Protocol. HTTP, es además un protocolo de modelo cliente-servidor, basado en el 
protocolo de transporte TCP, cuyo modelo de interacción es un proceso síncrono de 
petición y respuesta. 
Si examinamos la Figura 32, observamos una interacción del modelo cliente servidor que 
hay entre dos aplicaciones. En este caso la aplicación Cliente es el navegador y la 
aplicación del servidor es la aplicación web de fotos. En este caso el servidor recibe una 
solicitud HTTP Request desde el cliente, examinándolo y reformula una respuesta 
acordando a esta entrada. 
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Figura 32:Arquitectura cliente-servidor 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward 
 
La respuesta es enviada de regreso del servidor al cliente, quien lee la información de 
salida del HTTP Response. Cada componente web a exponer desde el servidor requiere 
de una dirección uniforme para poder ser localizada en este caso es el valor del llamado 
URI (Uniform Resources Identifier), el cual tiene un valor relativo que depende del 
hostname. 
Ambos mensajes HTTP Request y HTTP Response, comparten una estructura en común 
(Ver Figura 33), cada una consiste de una sección que contiene información que decribe 
que información del tipo de dato que se encuentra portando. Esta información viene en 
parejas clave-valor llamadas los HTTP Headers. Adicionalmente, el mensaje contiene 
secciones de datos útiles a portar. Por ejemplo, la respuesta HTTP que obtenemos en su 
mayoría de veces cuando navegamos por la web suele ser del tipo content-type igual a 




Figura 33:Estructuras de mensajes HTTP request-response 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward 
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Se observa que al realizar una invocación mediante un HTTP Request, es necesario 
especificar el tipo de método HTTP que se debe ejecutar. En la Figura , se ha ejecuta el 
método HTTP GET, que es especificada como parte de la estructura de mensaje HTTP. 
Los métodos HTTP son GET, HEAD, POST, PUT, DELETE, TRACE, OPTIONS, 
CONNECT Y PATCH, sin embargo, los mas comúnmente usados son los métodos HTTP 
GET y HTTP POST. 
 HTTP GET: Es el método HTTP usado cuando la petición esta requiriendo dar un 
vistazo a cierta información del servidor, típicamente sin enviar alguna 
información de acompañamiento en el Body del mensaje HTTP 
 HTTP POST: Es el método HTTP usado cuando la petición esta llevando alguna 
información en el Body del mensaje HTTP. Un ejemplo muy común es cuando 
cargas un archivo a un sitio web. 
Las demás cabeceras como user agent, accept enconding y accept-language son usada 
para informar el tipo de cliente en caso de user agent y de las dos últimas el tipo de 
formato. 
En consideración con el mensaje HTTP Response, este siempre incluye un código de 
estado HTTP, que es usado para decir que el estado en el que resulto el procesamiento 
del request. El estado de procesamiento del request correctamente del servidor es el 
código de estado 200 OK, otros estado indican situaciones específicas que ocurrió al hacer 
la invocación del request. La cabecera server es usado de manera análoga a la cabecera 
user-agent en el Request, el cual indica el servidor que se esta encargando de procesar el 
Request. 
Finalmente el content-type de la cabecera del Reponse, indica el tipo de contenido de 
respuesta que se esta devolviendo, en el ejemplo mostrado por la Figura 33, se observa 
text/html. 
B. Java Servlets 
Un Java Servlet es un objeto java desplegado como componente web que se encarga de 
procesar las interacciones HTTP por el lado del servidor, tal y como se muestra en la 
Figura 34.  
El componente Java Servlet típicamente en un entorno de ejecución Java EE realiza lo 
siguiente: 
i. Examina las cabeceras del HTTP Request: Esto con motivo de ver el tipo de 
información que el cliente esta usado al hacer el Request y como lo quiero recibir 
en el response. 
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ii. Leer el cuerpo del mensaje HTTP Request: Esto se realiza cuando el cuerpo se 
envía como una información adicional relacionado con lo que se esta solicitando 
en los Header del mensaje HTTP, por ejemplo al cargar un archivo se debe hacer 
un POST request. 
iii. Recopilación de datos para enviar información de regreso: El componente 
web debe aplicar una lógica de negocio para poder recopilar la información 
necesaria que el cliente solicita. 
iv. Establece las cabeceras del HTTP Response: Esto con motivo de la forma  o 
tipo de información en el que se devolverá en el cuerpo del  response del mensaje 
HTTP.  
v. Escribir el cuerpo del mensaje HTTP: Finalmente, el cuerpo del mensaje es 
escrito por el servlet y es transmitido, después de las cabeceras HTTP, de regreso 




Figura 34:Estructuras de mensajes HTTP request-response 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward  
 
 Definición técnica de un java Servlet 
Un componente Java Servlet es una subclase de la clase java Servlet API: 
Javax.servlet.http.HttpServlet, la cual contiene dos objetos creados desde las clases mas 
importantes definidos en la API de servlets: Javax.servlet.http.HttpServletRequest y 
Javax.servlet.http.HttpServletResponse, los cuales representan a los objetos por lo cual 
se manipulan la información transportada en los mensaje HTTP Request y HTTP 
Response, respectivamente. Para poder atender cada uno de los métodos HTTP que se 
encuentran definidos como parte del protocolo HTTP, la clase HttpServlet define los 
métodos que se observan en la Figura 35. 
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Figura 35:Métodos HTTP del java servlet 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward 
 
Lo mas interesante de este grupo de métodos de la clase madre de los Servlets, es que le 
método service, es capaz de manejar todos los tipos de HTTP Request. Por lo general a 
lo mucho se tendrá que implementar los métodos doGet y doPost, debido a que ellos son 
las formas mas comunes de HTTP Request en aplicaciones Web. 
 
 
Figura 36: Objetos HTTP servletrequest y HTTP servletresponse 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward  
 
En la Figura 36, podemos ver cada uno de los métodos de los objetos 
HTTPServletRequest y HTTPServletResponse y lo importante en que estos son usados 
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como parte de la funcionalidad que debe cumplir el método service de la clase madre 
HTTPServlet. 
 Información de despliegue de los Java Servlets 
La Información de despliegue para los java Servlets es encontrada en dos formas, la 
primera forma es a través de la anotación @WebServlet, la cual mantiene el Mapping de 
URL del servlet que usara el contenedor web para desplegar el servlet y hacerlo 
disponibles a los clientes. La segunda forma que tal vez mantenga la información de 
despliegue que govierna como un java servlet es brindado dentro de un servicio en un 
contenedor web java EE, es el descriptor de despliegue web.xml en el archivo WAR. Lo 
que contiene habitualmente un archivo WAR es mostrado en la Figura 37. 
 
 
Figura 37: Archivo web archive (WAR) 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward  
 
C. Java Server Pages 
Las páginas Java Server pages, es tipo un componente web vistos de afuera para adentro, 
esto quiere decir que son desarrollados en base a la capa vista que es la que puede apreciar 
el usuario y compilados para generar código del tipo java Servlet. Esto es equivalente a 
un servlet en el sentido en que tu puedes realizar todo lo que se puede hacer en servlet, 
hacerlo en jsp, con la única diferencia en el detalle de la implementación. 
Cuando se desarrolla en java servlet muchas veces para poder devolver contenido 
html/text en el body del mensaje HTTP Response, es necesario abrir un flujo writer para 
poder escribir el código html en la página que se mostrara al usuario. Esta forma de 
desarrollar es bastante válida pero es ilegible y dificil de mantener, por lo cual es 
preferible que la mayor parte este basada en el lenguaje visual html para el usuario y se 
incluya un mecanismo para agregar al contenido estático de la página y contenido 
dinámico a través de la potencialidad que tiene java. 
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Esta capacidad de JSP hace especialmente bien adecuada para la creación de componentes 
web que contienen mas porción de contenido estático que contenido dinámico, el cual lo 
vuelve flexible para realizar ajuste a través de herramientas web a medida que va 
incluyendo fragmentos de código dinámico de java. Las diferencias entre un JSP y Servlet 
se puede observar en la Figura 38. 
 
 
Figura 38: Relación inversa de un JSP con un servlet 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward  
 
 Arquitectura Runtime del JSP 
El mecanismo de ejecución de los componentes web JSP es representado en la Figura 39, 
en el cual el JSP, después de que ha sido desplegado dentro del archivo WAR en el 
servidor y  antes que se llegue a procesar el HTTP Request enviado por el usuario, el 
contenedor web Java EE, lee el JSP y genera el código equivalente java Servlet que se 
encarga de completar los objetivos de ejecución de tareas del JSP. 
Una vez que el código Servlet haya sido ejecutado, el contenedor compila el código del 
java Servlet y este es invocado con el HTTP Request con el que fue intencionado para ser 
procesado por el JSP. Finalmente, el java Servlet  procesa la petición HTTP Request, 
recopila información y devuelve este en forma de HTTP Response (Ver Figura 40). 
 
 
Figura 39: Generación de código servlet a partir de un JSP 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward  
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Las tecnologías de los componentes web JSP provee mecanismos para poder incluir 
contenido web dinámico web en la página, uno de los mas conocidos es el scriptlet el cual 
es insertado como código java comprendido entre la sintaxis <% %>. 
 
Figura 40: HTT Response devuelto desde el servlet generado 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward 
 
 Sintaxis del componente JSP 
Todos los archivos JSP, deberán terminar en la extensión .jsp, los cuales son identificados 
por el contenedor web java EE que se encargara de interpretarlos y generar el código java 
Servlet correspondiente. Los componentes JSP son localizados mediante URL que son 
formadas para archivos web de contenidos estáticos regulares en la aplicación web. Por 
ejemplo si el archivo jsp esta localizado en la aplicación web: /misitioweb/bienvenido.jsp, 
entonces la URL para este JSP será en tiempo de ejecución igual a: 
http://<hostname:port>/<web-app-context-root>/misitioweb/bienvenido.jsp. 
La sintaxis de los componentes JSP, se dividen en dos partes: las directivas JSP y las 
acciones JSP. Las directivas JSP son sentencias que gobierna las propiedades globales 
del JSP (Por ejemplo el type MIME, el formato, etc). Las acciones JSP, son sentencias 
que controlan el aspecto de como una salida de valores JSP son generados, lo cual esto 
puede incluir la salida de otro componente web, o incluir un valor de propiedad desde un 
java bean en jsp. 
 Directivas JSP 
Las directivas JSP, los cuales dictan las propiedades globales del JSP tienen la forma: 
<%@ nombreDirectiva atributo-1=”Valor1” …… atributo-n=”Valorn” %> 
Las tres directivas para un JSP son las siguientes: 
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 Directiva Page : Esta directiva gobierna las propiedades generales del JSP, tanto 
como la caracterización de su salida, almacenamiento de propiedades, imports de 
java Scriptlets. 
 Directiva include: Esta directiva permite a un JSP incluir el contenido de otro 
archivo. Este puede ser útil para incluir, por ejemplo, una header standard en un 
JSP. 
 Directiva taglib: Esta directiva permite  a un JSP declarar que este usará etiquetas 
especiales desde algo llamado librerías de etiquetas. 
Finalmente en la Figura 41, podemos observar de lo que esta compuesto la sintaxis 
JSP, de manera inicial como lenguaje marcado como HTML, además se le añade el 
lenguaje de expresiones que esta soportado por los java beans y las librerías de código 
dinamico JSTL, asimismo recordar que al incluir las directivas Pages, también se 
incluye toda la API JSP Servlet y los objetos implícitos para adecuar los objetivos de 
realización de tareas de los JSP a los componentes servlets. 
 
 
Figura 41: Componentes de la estructura de un JSP  
Fuente: Java EE 7 The Big Picture, Dr Danny Coward 
 
D. Java Server Faces 
Un componente web Java server faces, es una forma mejorada de una versión JSP. JSF 
aplica varios conceptos y estándares que son usados por los JSP. Java server faces toma 
mucho de las tareas comunes que los desarrolladores realizan dentro de las aplicaciones 
web y provee mecanismos específicos, etiquetas, APIs para ayudar aquellas tareas que 
sean construidas dentro de la aplicación web mas fácilmente. En particular JSF 
proporciona lo siguiente: 
 Un conjunto estándar de componente UI comúnmente son  usadas: además de los 
componentes básico que están disponibles en HTML, los componentes UI JSF, en 
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la forma de etiquetas son preenlazados en el resto del modelo de programación 
JSF. Haciendo fácil agregar listas, checkboxes, tables y otros componente UI 
dentro de la aplicación web. 
 Un mecanismo para conectar estados UI con estado de aplicación: JSF provee la 
facilidad de conectar componentes UI en la pagina web con los componentes Java 
Bean de datos, que mantienen los datos de la aplicación que los components UI 
representan. Además se puede utilizar manejadores de eventos personalizados 
generados en las UI y permitir al JavaBean atraparlos con lo que ha sucedido. 
Además también permite ejecutar validadores para chequear los valores de los 
datos que son ingresados. 
 Mecanismos para la navegación de páginas: Aplicaciones web con mas facilidad 
de manejo de páginas web, tiene un numero de rutas predefinidas para la 
navegación a través del contenido. JSF define todos los mecanismos que definen 
todas las reglas de navegación en un solo lugar, la cual hace a una aplicación mas 
manejable y adaptable. 
 Define varios mecanismos para la extensibilidad: Como los JSPs, los 
componentes JSF incluyen un modelo que permite definir componente UI 
personalizados para tus aplicaciones. Asimismo, también incluyen la definición 
de componentes UI reutilizables en cualquier componente web de la aplicación. 
 Arquitectura de una aplicación JSF 
Una aplicación JSF esta conformada por una colección de páginas XHTML, clases java 
y JSF metadata. Las páginas XHTML hechas para la parte visual de la aplicación web, 
manteniendo varios etiquetas JSF, lenguaje de marcado y contenido de scripts que 
definien los elementos UI. 
 
 
Figura 42: Componentes de la estructura de un JSF 
Fuente: Java EE 7 The Big Picture, Dr Danny Coward  
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La aplicación JSF mantiene clases java que define los datos de la aplicación para una 
aplicación web. Estas clases java incluyen Java Beans, que mantienen varias partes de los 
datos de la aplicación, junto a las clases mediadores de los datos de la aplicación, que 
implementan varios tipos de APIs JSF, incluyen manejadores de eventos, validadores y 
convertidores de datos, tal y como se muestra en la Figura 42. 
E. El Patrón Modelo-Vista-Controlador 
El patrón Modelo-Vista-Controlador es ampliamente adoptado para cubrir las 
necesidades particulares del usuario. Esto es usado en muchos diferentes lenguajes de 
programación y plataformas. Además es la base para muchas aplicaciones web. 
En términos simples, la tarea en todas las aplicaciones de interfaz es como el usuario 
interactúa con el modelo de datos de la aplicación. 
En la Figura 43, se muestra la forma en como interactúan los componentes en una 
arquitectura MVC, primero el usuario interactúa con la Interfaz de usuario, en este caso 
el usuario genera un cambio o algun evento en algun componente de la UI (Esto se realiza 
a través de controles de la UI), este cambio es llevado al controlador, el cual es el 
encargado de llevar la información hasta la capa modelo. En estos casos el controlador 
tiene la responsabilidad de mediar la información que hay entre la vista y el modelo. El 
controlador se encarga de interpretar esos cambios en la capa vista para transformar la 
información recibida en forma de request y poder editar la capa modelo. Cuando el 
modelo cambie, el controlador se asegura que la vista sea informada del cambio del 
modelo. La vista es el encargado de alterar su estado de manera consistente con los 




Figura 43: Arquitectura MVC (Modelo, Vista y Controlador) 




2.4.8. Desarrollo de aplicación Móviles Open-Source 
2.4.8.1. Desarrollo de aplicaciones Android 
Android es una plataforma de software que ha revolucionado la industrial de los aparatos 
móviles inteligentes. Ademas de ser la primera plataforma open source, Android es la 
plataforma de mayor esfuerzo de google, en colaboración con la alianza Open Handset. 
Esta ultima alianza esta conformada por una docena de organizaciones que brindan lo 
mejor y lo mas abierto en el mercado de la telefonía móvil.  
A. La plataforma Android 
Android es un ambiente de software construido para dispositivos móviles. No se trata de 
una plataforma de hardware, sino que esta basada mas bien en un kernel de sistema 
operativo Linux, Ricos componentes UI, aplicaciones de usuario fina, librerías de código 
de usuario, frameworks de aplicación, soporte a multimedia y mucho mas. Además de 
incluir funcionalidad de telefonía, los componentes que soportan este sistema operativo 
son escritos en C o C++ para aumentar la eficiencia de los recursos que administra 
Android. Las aplicaciones de usuario de Android son construidos en lenguajes de 
programación como java y ahora ultimo el uso de Kotlin, que corre en base a Java. 
 
 
Figura 44: Ambiente de desarrollo android 
Fuente: Android in Action, W. Frank Ableson; Robi Sen; Cris King; C. Enriquez  
 
Una característica principal en la plataforma Android es que no hay diferencia entre 
aplicaciones construidos y aplicaciones que tu creas a través del SDK (Software 
development Kit). Esto significa que uno puede programar y crear aplicaciones para poder 
manipular los recursos del dispositivo. El kernel basado en el sistema operativo de  Linux 
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no viene con un ambiente sofisticado de shells, sin embargo se puede instalar shells en el 
dispositivo.Asimismo codecs multimedia, pueden ser proveídos por desarrolladores 
terceros y no necesitan depender de Google para proveer nueva funcionalidad. 
B. La Arquitectura Android 
Android esta conformado por una pila que incluye un arreglo de características 
potenciales para las aplicaciones móviles (Ver Figura 45).  
 
 
Figura 45: Arquitectura android 
Fuente: https://developer.android.com/guide/platform/?hl=es-419 
 
Android incorpora la mayoría de componentes de una plataforma de computación. A 
continuación se muestra todo estos componentes que conforman la pila de características 
computacionales: 
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 Un Kernel Linux: Esta es la base fundamental de Android en el Hardware, tan 
bien  como servicios core como procesos, memoria y administración de archivos. 
El Kernel es donde los drivers son implementados, es aquí donde se tiene el 
manejo mas cercano a recursos como Bluetooth y WI-FI. Estos componentes no 
son los únicos, también incluyen drivers a los componentes con características 
como touch screen, cámaras, receptores GPS,  acelerómetros, USB, memoria 
compartida, etc. 
 Capa de Abstracción de Hardware (HAL), Es la capa encargada de proporcionar 
los servicios que exponen las capacidades de hardware del dispositivo a través de 
interfaces para ser aprovechados por una variedad de herramientas encontradas en 
la API  de Java. 
 Librerías de código nativo: Los componentes y servicios centrales de la 
plataforma Android se basan en librerías de código nativo como C y C++. Android 
proporciona una forma fácil para acceder a estas bibliotecas de plataformas 
nativas desde el código Nativo, esta forma se conoce como NDK de Android. 
Entre las principales bibliotecas se encuentran las siguientes:  
 Tecnología de navegador desde la webkit. 
 Soporte de base de datos desde SQLite 
 Soporte de Graficos Avanzados, los cuales incluyen animacinoes 2D y 3D. 
 Soporte a media como Video y Audio 
 Capa de seguridad de Sockets (SSL) 
 El tiempo de ejecución de Android, lo cual provee lo siguiente: 
Antes de la API 21 (Android 50): 
 Paquetes core de Java para un entorno de desarrollo completo. 
 La Maquina virtual de Dalvik, lo cual esta basados en servicios de Kernel 
Linux 2.6 para la ejecución de aplicaciones. 
Después de la API 21 (Android 50): 
 Cada APP ejecuta sus propios procesos en instancias ART (Tiempo de 
ejecución de Android), el cual es usados para la ejecución de múltiples 
máquinas virtuales en dispositivos de memoria baja ejecutando archivos DEX. 
Esta nueva forma permite la compilación JIT (Just in Time) y AOT (ahead-
of-time). 
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 Framework de la API Java: Todos los servicios centrales y modulares y 
componentes de reutilización en Android disponibles para crear aplicaciones esta 
basado en el lenguaje de programación Java, entre ellos tenemos las siguientes: 
 Gestor de Activity: Administra el Ciclo de Vida del Activity. 
 Sistema de Vistas: Proporciona un gran número de elementos para poder 
construir interfaces gráficas de usuario. 
 Gestor de Ventanas: Uso de la librería Surface Manager para gestionar las 
ventanas de las aplicaciones. 
 Gestor de servicios de localización: API usada para uso de servicios de 
GeoLocalización. 
 Servicio XMPP: API usada para el intercambio de mensajes a través de 
metalenguaje XML. 
 Gestor Notificaciones: Permite que todas las Apps muestren notificaciones de 
estado en personalizadas en la barra de estado. 
 Gestor  de Recursos. Brinda acceso a recursos sin código, String localizadas, 
gráficos y archivos de diseño. 
 Aplicaciones: Android ya incluye aplicaciones de sistema centrales como 
correo electrónico, mensajería SMS, calendarios en Internet y contactos, entre 
otros. También es en esta capa donde se encontrará las aplicaciones 
desarrolladas por terceros. 
C. La Máquina Virtual Dalvik 
La máquina virtual Dalvik, es el interpretador del código byte generado a partir de la 
compilación de los desarrollos programados en Java. Esta máquina virtual es la forma 
eficiente y optimizada para correr aplicaciones en los dispositivos móviles. Android no 
es una plataforma Java ME, dado que desde el ambiente de desarrollo la aplicaciones son 
programadas en Java, los cuales son compiladas en código de bytes Java y subsecuentes 
transformados a una representación similar pero diferente de archivos  DEX. Los cuales 
son lógicamente equivalentes a código de bytes Java, con la diferencia que se ha adaptado 
para que corra en su maquina virtual Dalvik, asimismo aprovechando los servicios como 
procesos, memoria, administración de archivos que proporciona el Kernel de Linux. 
D. El modelo de desarrollo orientado a Intents 
El Intent es uno de los componentes mas importantes en el desarrollo de aplicaciones 
Android, dado que esto conlleva la mentalidad de intuitiva que tiene el usuario al 
interactuar con la aplicación. Un intent es lo que se describe como aquella cosas que se 
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desea hacer, estos son tan importantes para facilitar la navegación en una forma de 
innovada. De esta manera se presenta un comportamiento limpio y fácil. 
El Intent se puede definir como la declaración de la necesidad. Esto es hecho de un 
número de piezas de información que describen la acción deseada. 
E. Los Componentes de una aplicación Android 
En todas al aplicaciones desarrolladas para dispositivos móviles Android, es muy 
probable encontra al menos uno de estos componentes, o en su mayor complejidad 
encontrarlos a todos. 
 Activity 
Es el componente mas usado en todas las aplicaciones Android, la forma mas simple 
de pensar en el activity, es relacionarla con una actividad asociada típicamente a una  
interfaz visible de la aplicación, sin embargo esta relación no es uno a uno con la 
interfaz, si no que más bien se asemeja a un controlador del patrón MVC ampliamente 
conocido. 
Por lo general una aplicación que necesita navegar en varias pantallas lleva más 
Activity, y esta a su vez puede desplegar múltiples vistas que presentan actuales UI 
al usuario, por lo cual no esta restringido a un solo aspecto visual. 
Una de las primeras tareas que ejecuta el Activity es desplegar elementos UI, los 
cuales son implementados como Views (Vistas) y cuyo diseño visual son editados 
mediante archivos XML. Para poder navegar entre Activities, hacemos uso de los 
métodos complementarios startActivity() o el método startActivityForResult(), de 
esta manera se sigue una llamada síncrona de llamada-resultado. El Argumento de 
esta instancia es el Intent. 
Android 3.0, además de los componentes View y Activity, introdujo otro componente 
usado con mayor frecuencia en las interfaces de usuario de la actualidad. Este 
componente es el Fragment, los cuales son relativos al Activity y tienen sus propio 
ciclo de vida. 
 Service 
Los componentes Services son útiles cuando una aplicación tendrá un ciclo de vida 
muy prolongado. Una buena práctica para el manejo de Services es tener una base 
periódica conforma a la necesidad, disparados por un sistema de alarmas y luego 
terminar al servicio una vez que su tarea este completa. Este componente no esta 
asociado a una interfaz gráfica y es usado para correr en segundo plano, mientras se 
corren otras aplicaciones activas en la pantalla del dispositivo. 
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 Broadcast Receiver 
Si una aplicación quiere escuchar, recibir o responder un evento global, relacionado 
por ejemplo a los recursos propios del dispositivo móvil, entonces este evento debería 
estar registrado en el BroadcastReceiver. Como ejemplo, tenemos a un mensaje de 
texto entrante o una llamada. 
Una aplicación puede especificar el intent para atender eventos globales de las 
siguientes formas: 
La aplicación desarrollada puede registrar al BroadcastReceiver, via el archivo gestor 
de permisos Android-Manifest.xml, al implementar el elemento <receiver>. Al 
implementar este elemento, se debe de listar todos los IntentFilters, para determinar 
que evento es el que se quiere procesar, por tanto una vez que el evento ocurra, la 
aplicación es iniciada automáticamente una vez que la notificación del evento es 
ocurrido. 
Una aplicación puede registrar en tiempo de ejecución el BroadcastReceiver, vía el 
método register-Receiver de la clase Context. 
De la misma manera que los Services, el BroadcastReceiver no esta asociado a una 
interfaz gráfica de usuario, sin embargo la diferencia principal esta en que mientras 
que el Service esta orientado en el uso de operaciones de largo tiempo de duración en 
el ciclo de vida la aplicación, el BroadcastReceiver esta orientado  a trabajar con 
triggers y eventos disparadores de corta duración, es por eso que este solo debe 
implementarse con una cantidad de código mas que trivial para su ejecución. 
El Broadcast receiver implementa al método abstracto OnReceive para manejar los 
eventos disparados de manera global. Los parámetros de entrada son el Context y el 
intent que provoco que se genere este evento. A pesar de que este método no contenga 
alguna salida, este posee mecanismo para la presentación de resultados de cara al 
invocador del evento, entro estos resultados están algun código de respuesta, valor 
numérico, un bundle o una cadena de caractéres. 
 Content Provider 
El cuarto elemento principal usado para el desarrollo de aplicaciones Android, es el 
Content Provider, el cual es usado para exponer datos administrados por una 
aplicación hacia otras aplicaciones, ejecutándose en el ambiente Android. Si un 
componente de aplicación (Activity, Service, o BroadcastReceiver) necesita acceder 
a datos producidos por otra aplicación. El componente accede a estos a través del 
ContentProvider de esa aplicación. 
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El content Provider puede usar cualquier forma de almacenamiento de datos 
disponible en la plataforma Android, incluyendo archivos, base de datos SQLite, o 
incluso memoria hashmap si la persistencia de datos no es requerida. El Content 
provider es una capa de datos que provee abtrastracción de datos para sus clientes y 
centraliza el almacenamiento en un único lugar (Ver Figura 46). 
 
 
Figura 46: Content provider android 
Fuente: Android in Action, W. Frank Ableson; Robi Sen; Cris King; C. Enriquez 
 
F. Ciclo de Vida del Activity 
Uno de lo componetes, quizá mas importantes y más frecuente, en una aplicación 
Android, es el Activity, el cual posee el ciclo de vida representado en la Figura 47. 
A continuación se pasará a explicar cada uno de los estados y eventos de ciclo de vida del 
Componente mas frecuente en una aplicación Android, el Activity. 
 Evento onCreate: Es el evento ejecutado en el ciclo de vida cuando el Activity es 
creado por primera vez. Aquí en este método ejecutado, es donde el Activity esta 
encargado de configurar la interfaz Gráfica de usuario  y la realización de 
cualquier  configuración inicial, como la de creación de vistas, enlace de datos a 
listas, etc.  
 Evento onStart: Es el evento ejecutado justo antes de que la interfaz gráfica del 
usuario sea visible. En este estado, es mayormente implementado las 
inicializaciones de algunos de los componentes vistas del Activity o la 
actualización de algunos de sus valores. 
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 Evento onPause: Este método es llamado cuando el Acitivity esta a punto de pasar 
a segundo plano y otra Activity es llamada. Los Activities deben emplear este 
método para poder confirmar la consolidación de la persistencia de datos que 
mantiene en tiempo de ejecución, o también se puede aprovechar para limpiar y o 




Figura 47: Ciclo de vida del activity 
Fuente: Android in Action, W. Frank Ableson; Robi Sen; Cris King; C. Enriquez  
 
 Evento onResume: Este es el evento llamado cuando la aplicación se reanuda 
después de haber sido pasado al estado disparado por el evento onPause. En este 
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evento el Activity se est moviendo a la parte superior de la pila y esta recibiendo 
interacciones del usuario. 
 Evento onStop: Este evento es llamado cuando el Activity ya no es visible para el 
usuario, ya que otra Activity se ha reaunudado o iniciado y eclipsa a este Activity. 
Este evento ocurre o porque el Activity es destruido o porque se ha producido un 
cambio de orientación en el dispositivo. 
 Evento on Restart: Este evento es llamado en el momento en que un Activity es 
reanudado, después de haber estado detenido por el evento onStop, este método 
siempre va acompañado después de su ejecución  por el onStart, de tal forma que 
tareas puedan ser ejecutadas justo antes de iniciar el onStart. 
 Evento on Restart: Este evento es llamado en el momento en que un Activity es 
reanudado, después de haber estado detenido por el evento onStop, este método 
siempre va acompañado después de su ejecución  por el onStart, de tal forma que 
tareas puedan ser ejecutadas justo antes de iniciar el onStart. 
 Evento onDestroy: Este es el ultimo método a ejecutarse en el Activity, justo antes 
de su destrucción. Este evento deben usarse como medio final para guardar los 
datos del estado. 
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CAPITULO III: ENFOQUE DE LA SOLUCIÓN 
En este capítulo se presenta el enfoque de la solución a la problemática planteada, el cual 
tiene como objetivo extraer, transferir, almacenar, procesar y difundir la información de 
las condiciones ambientales, tales como temperatura, densidad de CO2, humedad y 
niveles de concentración de polvo, dentro de una mina subterránea para la toma de 
acciones de seguridad preventivas a casos de accidentes mineros.  
3.1. Características Funcionales y técnicas de la solución 
La Figura 48 muestra un esquema de solución de todas las características funcionales del 
sistema robótico Ganymede. El cual debido a su diseño y a su fácil integración con 
diversas tecnologías logra cumplir los objetivos propuestos en la presenta tesis. 
 
 
Figura 48: Características funcionales y técnicas del sistema robótico 
Fuente: Elaboración propia 
 
Entre las principales funciones que cumple están las siguientes: 
Teleoperación: La solución robótica presentada es asistida mediante la teleoperación, la 
cual es comandada desde un mismo aplicativo de Software instalado en un dispositivo 
Android. El sistema de teleoperación además presenta una solución de software orientada 
a una experiencia divertida (Videojuego) para el usuario experto. Dado que esta 
personaliza la orientación del control remoto (dispositivo Android) variando 
progresivamente las velocidades de cada uno de los motores del Robot.  
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Almacenamiento de la Información: El sistema Robótico es capaz de almacenar la 
información sensada dentro del entorno de dos motores de base de datos que se 
encuentran ejecutándose en dos ambientes distintos, la base de datos SQLite que 
almacena la información dentro de un dispositivo Android que lo lleva internamente el 
Robot y la Base de datos MySQL que se encuentra dentro una estación remota de 
monitoreo Ambiental. 
Tecnologías Limpias: El sistema Robótico utiliza sensores y módulos de comunicación 
inalámbrica de bajo consumo de energía, además usa energía eléctrica para poder 
movilizarse y realizar su plan exploración. De esta manera reduce la contaminación 
ambiental, a diferencia de soluciones que usan motores de combustión interna, el cual 
contamina el ambiente y podría una solución riesgosa dentro de una mina subterránea, al 
haber gases inflamables que podrían ocasionar explosiones.  
Alta Controlabilidad: Una de las características principales de la solución es la facilidad 
con la que el modelo diferencial del robot ofrece. Este además de los dispositivos que 
posee ofrece con claridad modelos matemáticos de sistemas de control con el cual se 
puede implementar y a futuro darle una autonomía total, en las expediciones de 
exploración. 
Análisis de datos: El sistema de Web que se encarga de explotar y representar la 
información, además presenta Gráficas del comportamiento ambiental que ha tenido de 
acuerdo a las principales dimensiones que las caracteriza (Tiempo y localización). 
Reportes de condición Ambiental: El sistema Web además posee la posibilidad exportar 
reportes de condición Ambiental, estos en formato PDF y en formato Excel. 
Conexión a Internet: El sistema Robótico para poder usar enviar la localización del lugar 
en donde se encuentra operando, debe encontrarse conectado a internet. Asimismo, este 
hace uso la red de Internet para poder realizar llamadas telefónicas sobre IP, al enviar 
señales de video y voz compartido dentro de una misma sesión. 
Mecánica Robusta: La solución presentada, usa mecánica robusta con el fin de soportar 
posibles choques contra rocas, montículos de tierra, caída de piedras y colisiones internas 
dentro de la operación al hacer movimientos reversibles bruscos en su funcionamiento. 
Conectividad Flexible: El sistema de adquisición de datos fue diseñado con la finalidad 
de que pueda dar flexibilidad a que pueda adicionar mayor cantidad de sensores dentro 
de una misma red de topología BUS, esto con la finalidad de no modificar el programa 
de Adquisición de datos primordiales para la expedición del Robot. Asimismo, también 
el sistema de comunicación inalámbrica se ha montado con la finalidad que pueda ser 
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flexible y escalable dado que la configuración de la red queda a responsabilidad del 
coordinador de la red y el programa de monitoreo ha sido desarrollado con la flexibilidad 
de que pueda procesar distintos tipos de tramas que son enviados desde otros terminales 
en la red. 
Tecnologías Open Source: La tecnología usada para el desarrollo del presente proyecto 
es Open Source, tanto en el hardware como en el software, entre estos podemos 
mencionar a Arduino, Android, Java, MySQL y Xbee. 
Monitoreo Ambiental: El presente proyecto tiene dos sistemas de monitoreo ambiental 
que se encuentra ejecutándose en tiempo real una vez que la data es enviada por la red 
cableada y la inalámbrica. 
Comunicación en Tiempo Real: La teleoperación del sistema Robótico presenta una 
solución basada en videollamadas, en los cuales se transfiere tráfico de datos de voz y 
video con la finalidad de poder observar lo que el robot está explorando y dar indicaciones 
de alerta a mineros que se encuentran dentro del entorno de la expedición del robot. 
3.2. Secuencia de Actividades en la expedición 
La Figura 49 se muestra la secuencia de actividades del enfoque de la solución que se 
realiza para llevar a cabo con éxito una travesía de exploración ambiental.  
Entre ellos se tiene la configuración de parámetros en la que se habilita todo el sistema 
de energía y conectividad que alimentará a los diversos componentes eléctricos y 




Figura 49: Secuencia de actividades del enfoque de solución 
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El siguiente paso de la solución, es el tipo de acceso al lugar de exploración. Se debe tener 
en cuenta que para esto, se debe conocer la ruta de exploración que debe seguir el sistema 
robótico. La Visualización de la ruta de exploración mediante su cámara especializada 
encargada de recibir llamadas desde una misma sesión y de transmitir tanto señales de 
voz como video. 
El tercer paso del enfoque de solución da lugar a la captura y recolección de datos de las 
variables ambientales, comenzando por el encendido de los sensores y el sensado de la 
información ambiental y de geoposicionamiento en cada cierto tiempo de muestreo. Aquí 
es donde también se hace la toma de imágenes de los lugares de muestreo de mayor 
importancia en la exploración. Finalmente, para que esta información pueda ser 
procesada, este es enviada a través de distintos medios físicos de transmisión: wireline y 
wireless. 
El siguiente paso de la solución, el cual consiste en el procesamiento y almacenado de la 
información. Este paso está conformado por sistemas de procesamiento de datos, donde 
la información es manipulada y tratada antes de ser almacenados en base de datos 
relacional que se encuentran en ambientes diferentes, uno interno dentro del dispositivo 
Android (internamente transportado por el robot) y el otro en un sistema de centralización 
de datos remoto. 
Finalmente, el último paso de la solución consiste en la presentación de la información 
procesada, esto se puede realizar en reportes en formato Excel o PDF. En caso de la 
presentación de datos almacenados localmente, esto se puede visualizar a través de 
cualquier programa que pueda entrar al contenedor compartido de la base de datos 
SQLITE que se encuentra instalado en el APK Android. Esta demostración no está dentro 
del alcance del desarrollo de la tesis, sin embargo, se ha desarrollado un programa de 
pruebas que ha sido capaz de acceder a la información almacenadas en tiempo de 
ejecución del programa Android de monitoreo ambiental. 
3.3. Arquitectura de la Solución 
La Figura 50 muestra la Arquitectura de la solución del proyecto Ganymede, el cual 
cumple con todos los objetivos que se ha planteado desarrollar en la tesis. La arquitectura 
de la solución está conformada por tres soluciones principales: La primera solución lo 
conforma Arquitectura del sistema Robótico, el cual tiene como base a la Mecánica 
Robótica y al sistema de alimentación encargados de dar energía, soporte y protección a 
los demás elementos que conforman la solución.  La segunda solución de desarrollo es el 
sistema de control de Navegación del sistema Robótico, el cual incluye la solución desde 
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la aplicación comandante de la Navegación hasta la planta que se va a controlar, en este 
caso el sistema electromecánico que da movimiento al Robot. Finalmente, la tercera 
solución es el sistema Telemático, el cual conforma desde el sistema de Adquisición de 
datos hasta el sistema de explotación y generación de reportes de monitoreo ambiental. 
 
  
Figura 50: Arquitectura de la solución 
Fuente: Elaboración Propia 
 
3.3.1. Arquitectura del Sistema Robótico  
La Arquitectura del sistema Robótico es mostrada en la Figura 51, en el cual se observa 
que integra distintos componentes de ingeniería, necesarios para poder desempeñarse en 
su operación. Los más importantes a considerar en este primer punto es el sistema 
Mecánico Robótico y el sistema de alimentación, los cuales son tomados como la base 
que da soporte a los demás componentes.  
El sistema Mecánico Robótico está representado por el cuadrado de mayor tamaño, el 
cual provee protección y soporte para llevar a todos los demás componentes a la 
exploración. El sistema de Alimentación provee energía tanto a los sistemas de 
adquisición de datos como al sistema de control de motores del Robot y de comunicación 
inalámbrica.  
Los demás componentes que se encuentran dentro de él, serán descritos en las dos 
arquitecturas siguientes. 
ARQUITECTURA DEL SISTEMA 
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Figura 51: Arquitectura del sistema robótico 
Fuente: Elaboración Propia 
 
3.3.2. Arquitectura del Sistema de Control de Navegación 
La Arquitectura del sistema de control de Navegación (Ver Figura 52 y Figura 53) ha sido 
diseñado con la finalidad de dar la mejor experiencia de navegación al usuario, de tal 
forma que sea divertido realizar una exploración dentro de la mina subterránea.  
 
 
Figura 52: Arquitectura del sistema de control 




































































Figura 53: Arquitectura de control 
Fuente: Elaboración Propia 
 
Este sistema de control está conformado por los siguientes componentes: 
1. Sistema de Control de Navegación: Es el componente de Software Android 
(Ganymede Navigator) con el cual interactúa el usuario directamente, es un 
sistema de teleoperación integrado con la capacidad de comandar al sistema 
robótico mediante la orientación de la Tablet y botones a gusto del usuario. 
Además, se tiene una recepción de paquetes de datos de voz y video para poder 
comunicar y visualizar el entorno de operación del robot. 
2. Sistema de Adaptación Inalámbrico: Es el sistema encargado de retransmitir la 
señal recibida Bluetooth desde el dispositivo Android como señal Xbee de baja 
consumo de potencia. Esta última señal es capaz de alcanzar mayores tramos de 
distancia a velocidades más lentas y con menor consumo. 
3. Sistema Comunicación Inalámbrica: Encargado de forma una red punto a punto 
Xbee entre la estación de comando y el Robot. 
4. Sistema de control de motores: Es el sistema que interpreta la señal de comando 
enviado (Velocidad de Referencia), la compara con la velocidad leída de la planta 
y ejecuta un método algorítmico para corregir el error a través de la acción de 
control enviado al Sistema Electromecánico (Planta).  
5. Sistema electromecánico: Es la planta a controlar, el cual está formado por el de 
transmisión de potencia eléctrica y el sistema transmisión de potencia Mecánica 
y tracción, de esta manera el robot tiene la suficiente fuerza para poder 
movilizarse. 
En la Figura 54 se muestra el modelo lógico del sistema de control de navegación, se 








Figura 54: Modelo lógico del sistema de control de navegación 
Fuente: Elaboración Propia 
 
Estas velocidades son procesadas por un módulo conversor que transforma estas señales 
en código de bytes que, al ser transmitidos, pueden ser fácilmente leído por los 
controladores que modifican la velocidad de cada motor. Los valores de velocidad son 
continuamente leídos por un sensor Encoder, de tal forma que permita un control 
retroalimentado en lazo cerrado y se pueda comparar de manera muy cercana con el valor 
de referencia. Posteriormente debido al error que hay en esta comparación se ejecuta un 
método de control para corregir ese error emitiendo finalmente una señal de acción de 
control sobre la planta (Sistema Robótico). 
3.3.3. Arquitectura del Sistema Telemático 
La Arquitectura del sistema de Telemático (Ver Figura 55 y Figura 56) está conformada 
por todos los componentes que se encargan de extraer, transferir procesar, almacenar y 
explotar la información ambiental obtenida. Dentro del scope del Sistema Robótico, 
tenemos el sistema de Adquisición de datos ADK (Arduino ADK), que además extraer y 
transmitir la información ambiental de los sensores por la red inalámbrica, interactúa 
directamente con el sistema de monitoreo ADK y este último con el sistema de 
almacenamiento interno del sistema Robótico. Además, produce un evento sobre el 
sistema de Adquisición de datos modular, con el fin de indicarle que tiene el permiso de 
transmitir la información a través de la red inalámbrica. Fuera del scope del Sistema 
Robótico tenemos los componentes de Software que se encuentran operando en una 
estación remota: Sistema de monitoreo, sistema de almacenamiento y el sistema de 
Generación de reportes ambiental. 
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Figura 55: Arquitectura telemática 
Fuente: Elaboración Propia 
 
 
Figura 56: Arquitectura tecnológica 
Fuente: Elaboración Propia 
 
En la Figura 57 se observa la representación del sistema telemático organizado en capas, 
los cuales fueron divididos según la funciones que se cumple en el manejo de la 
información obtenida del exterior. 















































SISTEMA DE GENERACION DE 















Figura 57: Arquitectura en capas del sistema telemático 
Fuente: Elaboración Propia 
 
1. Capa de detección y percepción: Es donde se encuentran los sensores de las 
variables ambientales y de geoposicionamiento (sensor del dispositivo Android), 
además también se encuentran los microcontroladores y placas electrónicas open 
source usadas para la extracción y tratamiento de la información.  
2. Capa de transporte de red: Es donde se realiza la transmisión de la información 
tratada, esto puede ser de modo wireless como modo wireline, ya que como se 
mencionó en un inicio se tiene dos sistemas de almacenamiento de datos, uno 
interno (dentro del dispositivo Android) y otro remoto. 
Internet
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3. Capa de operación y gestión: esta capa está compuesta por aplicaciones que 
manejan el procesamiento de la información y gestionan el envío de esta a los 
sistemas de almacenamiento local y remoto. 
4. Capa de almacenamiento de datos: Es la que está conformada por las bases de 
datos relacional interna y remoto, esta contiene toda la información de las 
variables sensadas, así como también los perfiles de usuario, las localizaciones, 
las unidades mineras, entre otros datos. 
5. Capa de aplicaciones: Es donde se encuentra el sistema de explotación de la 
información, en la que se hace las consultas de toda la información obtenida hasta 
el momento y en caso de ser web, tiene la facultad de poder generar reportes de 
análisis ambiental en formato Excel y PDF. 
Antes de finalizar el capítulo, se ha observado que los distintos componentes que 
conforman el modelo de Arquitectura de la solución (Figura 50), tiene un color específico 
el cual obedece a la leyenda mostrar en la Figura 58. 
 
Leyenda 
Color  Campo Capítulo 
  Potencia Mecánica 4 
  Mecánica Robótica 4 
  Potencia Eléctrica 5.1 
  Control 5.2 
  Electrónica 5.3 
  Comunicaciones Inalámbricas 5.4 
  Energía Eléctrica 5.5 
  Software 6 
Figura 58: Arquitectura lógica del sistema telemático 




CAPITULO IV: DISEÑO MECÁNICO, DE TRACCIÓN Y DE 
TRANSMISIÓN DE POTENCIA 
En este capítulo se abarcan los temas referentes al diseño de las partes mecánicas del 
robot, los materiales utilizados, las formas y disposición en la que se encuentran estos. Se 
presentará el diseño del sistema de transmisión de potencia, las ecuaciones que indican la 
confiabilidad de su buen funcionamiento y la información que este provee para realizar 
el diseño del sistema de control de velocidad (Capítulo V, sección 5.2). Asimismo, 
también se presentan las diferentes ecuaciones que rigen la cinemática del sistema 
robótico móvil, con el sistema de locomoción seleccionado y cada una de las propiedades 
que este tiene. 
4.1. Consideraciones Previas 
1. El sistema mecánico debe de estar fabricado de un material resistente contra 
golpes de materias rocosas. 
2. El sistema de tracción del sistema robótico debe tener la suficiente potencia 
para poder escalar montículos de tierra. 
3. El sistema de locomoción debe ser seleccionado de tal forma que sea de fácil 
manejo de control y de modelo matemáticamente adaptable al diseño del 
sistema de control de Navegación. 
4. El sistema de transmisión de potencia debe de reducir la velocidad de tal forma 
que se tenga una mayor facilidad de control de la velocidad del Robot. 
5. El Robot debe estar preparado para desplazarse en terrenos arenosos, de barro, 
con superficies bastante irregulares e inestables. 
6. Se debe tener elementos de protección de los sensores y módulos inalámbricos 
contra posibles caídas de rocas, en la expedición. 
7. La forma del chasis del Robot debe ser de tal forma que este pueda tener la 
facilidad de subir superficies con cierta pendiente de inclinación. 
8. Se debe tener la suficiente maniobrabilidad para desplazarse en cualquier 
dirección en terrenos irregulares y de poca cohesión. Esto sin importar la 
dirección que se encuentre el sistema robótico respecto al eje vertical  
9. Se debe tener en cuenta también que al aumentar la maniobrabilidad en terrenos 
irregulares no se debe afectar tanto la precisión del control de velocidad del 
sistema robótico, de tal manera que en futuros desarrollos se pueda realizar un 
control de posicionamiento de este, para su desempeño de misiones autónomas.   
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Una vez presentado las consideraciones previas que se deben tomar en cuenta para el 
desarrollo del sistema mecánico del robot, se procede a realizar un análisis de los tipos de 
robots móviles conocidos para  el desempeño de la misión de exploración. 
4.2. El Robot Móvil Ganymede 
En este caso, para el desarrollo del proyecto, se necesita que el sistema Robótico 
Ganymede, pueda realizar misiones de exploración a fin de proporcionar información del 
medio ambiental a los supervisores de seguridad minera. 
Los robots móviles que se encuentran operando en un medio determinado, según el lugar 
en el que se desempeñan, deben de lidiar con distintos obstáculos a fin de lograr con éxito 
su tarea encomendada. 
Debido a que los robots móviles se encuentran con incertidumbres significativas sobre la 
posición en la que se encuentran, entonces no es necesario que estos sigan trayectorias 
bien definidas con un mínimo de error de precisión, a diferencia de los robots 
manipuladores que operan en la industria y se encuentran con un marco de referencia fijo 
que se encuentra en su base. 
Se observa que las principales prioridades de los sistemas robóticos móviles están 
orientadas al sensado y raciocinio, tal y como se puede observar en este proyecto. 
4.3. Entorno de operación 
Los sistemas robóticos móviles son clasificados de acuerdo a su entorno de operación y 
dependiendo de ello es que se realiza el diseño mecánico. 
En el caso del proyecto Ganymede, el cual se desempeña en una mina subterránea (Ver 
Figura 59), tiene un entorno de operación con luz artificial, en la que no necesariamente 
puede estar completamente iluminado. Los objetos que puedan presentarse en el entorno 
en el que se desempeña el sistema robótico, son materias rocosas, maquinarias utilizadas 
dentro de la mina, tubos, etc. 
La superficie del terreno de una mina es un terreno irregular e inestable, donde se necesita 
una buena maniobrabilidad en el movimiento del robot, sin una pérdida significativa de 
la estabilidad. Además, también se presenta terrenos sueltos e inestables, donde se 
requiere una mayor tracción en el movimiento. 
Una vez detallado el entorno de trabajo en el que se desempeña el robot móvil, se procede 












Figura 59: Operaciones en minería subterránea (Mina Chuquicamata Subterránea) 
Fuente: Codelco (https://www.codelco.com/) 
 
4.4. Selección del sistema de locomoción 
Un sistema robótico móvil necesita mecanismos de locomoción para poder movilizarse a 
través de su entorno de trabajo, sin embargo, se sabe que hay una gran variedad de 
maneras de como poder movilizarse a través del entorno de operación. Dependiendo de 
cuál sea el grado de precisión en el movimiento y del lugar de desempeño, es que se 
seleccionará un sistema de locomoción determinado para lograr tal fin. 
Debido al éxito que presentan los sistemas biológicos para poder movilizarse (ver Figura 
6: Sistemas de locomoción de sistemas biológicos), se toman en cuenta esto para poder 
seleccionar el modelo de locomoción del robot. 
Como se puede observar los sistemas de locomoción compuesto por patas tienen una 
mayor cantidad de grados de libertad, lo que ocasiona que su control se haga más 
complicado, a comparación del sistema de locomoción usado con ruedas. El sistema de 
locomoción de ruedas es mucho más adecuado en terrenos de superficie plana, de manera 
que puede proporcionar mayor eficiencia respecto al sistema de locomoción con patas. 
Se observa en la Figura 7: Gráfica Potencia consumida vs Velocidad para diferentes 
Sistemas de Locomoción del apartado, que los sistemas de locomoción con ruedas 
consumen menos potencia que los sistemas con patas y por lo tanto pueden alcanzar una 
mayor velocidad, sin embargo, tiene la desventaja que no puedan acceder a terrenos muy 
irregulares como lo hace el sistema con patas. Debido a este impedimento, es necesario 
evaluar una mayor cantidad de sistemas de locomoción, a fin de lograr una mayor 
satisfacción de la necesidad requerida en el proyecto. 
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Debido a que el lugar de desempeño en su mayor parte es un terreno plano, entonces se 
puede pensar en una solución con sistema de locomoción con ruedas, sin embargo, a pesar 
de ser un lugar adaptado para el trabajo humano, se debe considerar que es un ambiente 
natural y por tanto se presentan ciertos lugares irregulares y poca estabilidad en donde se 
requiere un mayor análisis de los sistemas de locomoción a seleccionar. 
La locomoción es un complemento clave en la manipulación, el cual es determinado por 
los parámetros claves de maniobrabilidad descritos en el apartado (2.1.3.2 Parámetros de 
selección del Sistema de Locomoción – Apartado C). Para poder seleccionar el sistema 
de locomoción es necesario determinar los parámetros de diseño de maniobrabilidad del 
robot, a fin de encontrar la mejor solución para el requerimiento. 
Según (2.4.1.4 Parámetros de selección del Sistema de Locomoción – Apartado C y F), 
se observa que la Controlabilidad tiene una relación inversa con la maniobrabilidad. En 
conclusión, cuanto más maniobrable sea un sistema, mayor cantidad de variables de 
control hay y por lo tanto una mayor complejidad en el sistema de control. 
Teniendo en cuenta los parámetros de diseño para la selección del sistema de locomoción, 
todo indica que el mejor adaptado es un sistema de locomoción basado en ruedas, donde 
se tiene una maniobrabilidad lo suficientemente bueno para terrenos planos. Además, un 
sistema de locomoción con ruedas se considera que tiene una controlabilidad 
relativamente fácil de modelar e implementar en un sistema de control, el cual mejora su 
estabilidad a medida que hay una mayor cantidad de puntos de contacto en el suelo, y que 
tiene como mínimo tres grados de libertad de los cuales son fácilmente controlables en 
distintos modelos de control. Todos estos parámetros de diseño son satisfechos mientras 
el terreno sobre el cual se desempeña el sistema robótico es un terreno plano y regular, 
sin embargo, puesto a que el ambiente de una mina subterránea es cambiante y adaptado 
para el trabajo humano, entonces se debe de considerar las irregularidades y la 
inestabilidad de los terrenos sueltos que se presentan dentro de la mina. 
4.4.1. Sistema de locomoción basado en orugas como solución del proyecto 
Ganymede 
La Tabla 4, describe los requerimientos del diseño del sistema robótico móvil. Se observa 
las dimensiones máximas que esta debe tener, además de la forma y tamaño que se debe 
de tomar en cuenta, también están las características del sistema de locomoción, las 
fuerzas ejercidas en los ejes debido al peso que llega a tener el sistema mecánico, el 
terreno de operación en el que se desempeña y la fabricación que se toma en cuenta a la 
hora de la implementación del diseño planteado.  
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Fuente: Elaboración propia 
 
Considerando el análisis del tipo modelo de locomoción en ruedas seleccionado, las 
desventajas y ventajas del apartado (2.4.1.3 Modelo del sistema de locomoción Basados 
en Ruedas) y los requerimientos de diseño mencionado en la Tabla 1, el modelo con cintas 
de deslizamiento es el que mejor se adapta para los fines de este proyecto. En este caso 
las propiedades por las que fue seleccionado como solución del proyecto son las 
siguientes: 
 Mayor estabilidad 
 Fácil implementación 
 Mayor maniobrabilidad 
 Mayor tracción 
 Reducción de presión en superficies inestables 
 Reducción de presión en superficies conserva en el ambiente natural 
 Facilidad de control en el sistema de locomoción, Modelado 
matemático del sistema de control. 
Se debe considerar que los retos a los que nos enfrentamos al elegir el sistema de 
locomoción con orugas son que haya un mayor consumo de energía en la navegación y 
que el método de sensado de retroalimentación del posicionamiento del robot se haga más 
complicado. De estos dos puntos solo el primero es considerado dentro de la tesis debido 
a que el segundo esta fuera del alcance del mismo y es necesario hacer toda una 
metodología de análisis, diseño e implementación para la realización de un sistema de 







Los ejes soportaran cargas estáticas de un peso de 55 KG y cargas dinámicas 
adicionadas por los ciclos de trabajo en el que se encuentra rotando el eje de 
transmisión de potencia
Estructura mecánica resistente a la cargas estáticas y de colisión. Cubiertas 
resistentes a la colisión y no muy pesados Tracción basada en caucho para un 
mejor agarre.
Se tiene  dimesiones máximas  de 50 x 75 x 35 cm
Superficies planas, irregulares, inestables, sueltas y con ángulos de inclinación 
Diseño del sistema mecánico de un sistema robot móvil, cuyo ambiente de operación se 
encuentra dentro de la mina subterránea
REQUERIMIENTOS DEL DISEÑO
Descripción
Función principal: Misiones de exploración y recolección de la informacion de las variables 
El sistema robótico móvil debe seguir los siguientes parametros de diseño del 
sistema de locomoción: Estabilidad Mecanica, Maniobrabilidad, tracción, consumo 
de potencia y menor presión ejercida en terrenos inestables
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4.5. Modelo Cinemático del Sistema Diferencial del Robot Móvil Ganymede 
En esta sección se presenta el modelo cinemático del sistema orugado diferencial del 
robot móvil Ganymede, este modelo es representado como un conjunto de ecuaciones 
diferenciales que determinan un comportamiento aproximado del sistema robótico móvil. 
Cabe considerar que el modelo de consideración del error de la trayectoria de seguimiento 
plasmada por un robot móvil con cintas de deslizamiento (este caso con orugas), es una 
extensión del modelo cinemático diferencial con una consideración del efecto de 
deslizamiento producido en este tipo de sistema de locomoción. 
Tal como se mencionó en el apartado anterior debido a que los principales problemas a 
los que se enfrenta en el diseño son deslizamiento y hundimiento, y como la tarea del 
sistema robótico es poder acceder a la interior de la mina subterránea de forma remota, 
entonces se debe de presentar sistemas de comunicaciones y de energía fiables, a fin de 
garantizar el buen desempeño del sistema robótico Ganymede.  
Según los experimentos físicos se muestra que este modelo cinemático extendido es más 
preciso que el modelo cinemático clásico cuando un robot móvil se mueve en condiciones 
de superficies irregulares. 
4.5.1. Consideraciones y supuestos 
Antes de comenzar a presentar el modelo cinemático del sistema robótico, se presenta 
ciertas consideraciones que se debe tomar en cuenta a fin de lograr con éxito un modelo 
matemático aproximado al comportamiento real del objeto en análisis: 
a. El sistema robótico se desplazará en superficies completamente planos y todo 
terreno, esto indicaría que se evite toda la complejidad que se tendría al realizar el 
problema de la estabilidad mecánica. En este punto no se considera que el sistema 
robótico pueda subir escaleras. 
b. La segunda consideración indica que el sistema robótico no debe tener una 
velocidad mayor a 2,5 m/s. Esta consideración se refiere a evitar tomar en cuenta 
el deslizamiento y los efectos dinámicos transversales cuando el robot se 
encuentra moviéndose a una velocidad mayor a la indicada. A velocidades 
menores que la 2,5 m/s, el deslizamiento lateral es despreciable cuando el sistema 
móvil se encuentra dirigiéndose en línea recta, sin embargo, el deslizamiento 
longitudinal aún permanece. 
c. La tercera consideración trata de la rigidez relativa que tiene las orugas respecto 
al suelo. Esto se usa en caso de encontrarse con un suelo relativamente 
deformable. 
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d. La cuarta suposición indica que el sistema robótico se encuentra moviéndose en 
espacios de trabajo estrechos. Estos indican que si en caso hay un error 
relativamente grande entre las trayectorias real y referencial entonces puede darse 
el caso de que el sistema robótico pueda chocar con un obstáculo no considerado 
en la ruta de la trayectoria referencial. 
e. Finalmente, la última suposición indica que el medio ambiental en la que opera el 
sistema robótico es estático y transversal. 
f. El modelo cinemático debe de realizarse de tal manera que se oriente a reducir el 
error de deslizamiento longitudinal, esto con la finalidad de que las técnicas de 
control sean las más apropiadas de minimizarlo y compensarlo. 
g. Parámetros de medición complicados no son considerados en el modelo 
matemático. 
h. El sistema de locomoción de orugas está conformado por ruedas del mismo 
tamaño. 
i. Se considera que el sistema de locomoción de orugas está bien ensamblado y no 
hay estancamiento entre las ruedas y orugas. Una vez descrito las suposiciones y 
consideraciones, se procede a hacer la descripción del modelo matemático del 
sistema robótico móvil. 
4.5.2. Modelo Cinemático del Sistema Diferencial Extendido sin consideración del 
deslizamiento. 
En el apartado (2.4.2. Modelo Cinemático de robots diferenciales con cintas deslizantes), 
se presentó el modelo cinemático del sistema robótico considerando el efecto de 
deslizamiento. Debido a que realizar un diseño del sistema de control con todas estas 
consideraciones, se encuentra fuera del alcance de la tesis y que el error por deslizamiento 
presentado, puede ser corregido por métodos de control maestro en una capa superior al 
control de velocidad de los motores del Robot (considerado fuera del alcance de la tesis), 
entonces se presentará el modelo simplificado del sistema diferencial del robot, sin el 
efecto de deslizamiento. 
La Figura 60 representa el sistema de tracción el siguiente modelo simplificado. 
Partiendo del modelo de representación en el espacio de estados de la ecuación (34) del 
apartado (2.4.2. Modelo Cinemático de robots diferenciales con cintas deslizantes), y 
considerando que 𝑖𝑒𝑑 = 0 e 𝑖𝑒𝑖 = 0 en todo instante de tiempo, entonces las velocidades 
de deslizamiento serían enteramente las velocidades reales presentadas por las orugas, 







Figura 60: Equivalencia entre modelos de locomoción diferencial por ruedas y por tiras deslizantes 
Fuente: Elaboración propia 
 
Las ecuaciones (14) y (15) en base a un sistema de referencia inercial como el de la Figura 









Figura 61: Sistema referencial inercial sin error de deslizamiento 
Fuente: Escuela Técnica superior de Ingeniería, Universitat Rovina i Virgili 
 









         ( 37 ) 
Por lo tanto, las velocidades en el eje x e y estarían determinadas por las siguientes 
ecuaciones (38), (39) y (40): 
?̇?(𝑡) =  
𝑣𝑑(𝑡) + 𝑣𝑖(𝑡)
2
. cos 𝜃(𝑡)         ( 38 ) 
?̇?(𝑡) =  
𝑣𝑑(𝑡) + 𝑣𝑖(𝑡)
2
.  sin 𝜃(𝑡)         ( 39 ) 
?̇?(𝑡) =  
𝑣𝑑(𝑡)  − 𝑣𝑖(𝑡)
𝑏
          ( 40 ) 
Los errores de desplazamiento y orientación respecto a un sistema de referencia no 






) =  (
cos 𝜃 (𝑡) sin𝜃(𝑡) 0
−sin 𝜃 (𝑡) cos 𝜃 (𝑡) 0
0 0 1
) . (
𝑥𝑟𝑓(𝑡) −  𝑥(𝑡)
𝑦𝑟𝑓(𝑡) −  𝑦(𝑡)
𝜃𝑟𝑓(𝑡) −  𝜃(𝑡)
)          ( 41 ) 
Las velocidades de los errores respecto a un sistema de referencia no inercial quedarían 







































           ( 42 ) 
Finalmente, el sistema linealizado variante en el tiempo de la ecuación anterior quedaría 

















































)          ( 43 ) 
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)          ( 46 ) 









)          ( 47 ) 
Suposición:  
Se asume que las velocidades de referencia del robot móvil se conocen en cada instante 
en el que se toma la muestra, tienen valor positivo y se encuentran dentro de un intervalo 






4.6. Elementos Mecánicos Seleccionados en el sistema de locomoción de Orugas  
Una vez descrito el modelo cinemático del sistema robótico móvil, se procede a describir 
los elementos mecánicos del sistema de locomoción de orugas que se utilizaron para el 
desarrollo y construcción del robot. 
4.6.1. Cintas de Orugas Deslizantes 
El primer elemento en ser mencionado, es la cinta de orugas deslizantes usado en todo el 
sistema de locomoción para ejercer una mayor tracción a comparación de las ruedas 
normales que tienen muy poco contacto con la superficie. El material utilizado es caucho, 
con protuberancias que aumentan la tracción en suelos de poca consistencia como la nieve 
o la arena. 
Las Figuras 62 y 63, muestran las cintas de orugas deslizantes tanto en el modelado CAD, 
como en la forma real como se obtiene desde el fabricante. Según el fabricante, la 
capacidad de soporte de peso del sistema de tracción basado en cintas de orugas 










Figura 62: Orugas del sistema robótico ganymede  
Fuente: Elaboración propia 
 
 
Figura 63: Ensamble de orugas deslizantes con ruedas de tracción 
Fuente: http://freedomcyclenh.com/ 
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4.6.2. Sprokects de tracción 
El segundo elemento usado en el sistema de locomoción de orugas, es la rueda de tracción, 
el cual tiene un valor de diámetro de 22 centímetros.  
 
 
Figura 64: Ruedas o Sprockets de tracción para las ruedas deslizantes 
Fuente: Elaboración propia 
 
 
Figura 65: Ensamble de rudas de tracción con las cintas de orugas deslizantes 
Fuente: http://freedomcyclenh.com/ 
 
4.6.3. Árbol de Transmisión de Potencia 
El árbol de transmisión de potencia representado por la Figura 66, es usado para poder 
transmitir tanto torque, como movimiento a la rueda de tracción del sistema de 
locomoción. Sin este árbol de transmisión de potencia, sería imposible que el sistema 
robótico pueda moverse, ya que toda la energía de transmisión de movimiento se 
transfiere a través de este. 
El diseño de este componente mecánica esta basado en la máxima cantidad de potencia 










Figura 66: Árbol de transmisión de potencia 
Fuente: Elaboración Propia 
 
4.6.4. Motores Ampflow 
Para poder convertir toda la energía eléctrica provista por las baterías, es necesario, hacer 
uso de unas máquinas que conviertan la energía eléctrica en energía mecánica. Para tal 
fin, se hizo uso de los motores Amplow, mostrados en la Figura 67, que fueron diseñado 














Para poder realizar la transmisión de potencia, a una determinada velocidad y con un 
torque determinado, se puede regular estos parámetros de acuerdo a la configuración de 
un sistema de reductor de velocidad formado en su mayoría por engranajes rectos. 
La Figura 68, muestra el par de engranajes usados en el proyecto, el cual tiene relación 











Figura 68: Engranajes rectos para el sistema reductor 
Fuente: Elaboración propia 
 
4.6.6. Ejes de soporte delantero 
Los ejes de soporte de la sección delantera del robot (Figura 69) son usado para poder dar 
mayor estabilidad al sistema robótico y que este pueda ser de apoyo y guía de las ruedas 








Figura 69: Eje de soporte delantero 
Fuente: Elaboración Propia 
 
Una vez mencionado los componentes que serán usados en el sistema de locomoción del 
Robot móvil, se procederá a especificar cada uno de los pasos que se desarrolló en el  
diseño mecánico del sistema robótico móvil. 
4.7. Diseño del Chasis del Robot Móvil  
En esta sección, se expondrá el proceso de diseño en base a cálculos necesarios para la 
selección y fabricación de elementos mecánicos que se utilizarán en el desarrollo del 
chasis del robot Móvil. 
4.7.1. Diseño de la Estructura del chasis - Lista de Componentes 
La estructura del chasis del sistema robótico móvil, está conformado principalmente por 
los siguientes elementos: 
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 Perfiles de acero angulares de 90ª (1). 










Figura 70: Estructura de chasis con perfiles L soldados 
Fuente: Elaboración Propia 
 
Los perfiles L, han sido recortados y adaptadas en base a las dimensiones requeridas del 
robot, finalmente han sido unidas mediante soldadura eléctrica resultado en un estructura 
resultante tal y como se muestra en la Figura 70. 
Adicionalmente para proteger los elementos internos del robot, se añade planchas 









Figura 71: Chasis del sistema robótico con ensamble de planchas metálicas 
Fuente: Elaboración Propia 
 
Antes de realizar la implementación del sistema mecánico del robot  hay que tener en 
cuenta las dimensiones del chasis, en este caso se debe de considerar las dimensiones de 
los motores, engranajes, ejes, chumaceras y elementos de sujeción y fijación.  
Se debe tomar en cuenta también que la estructura no debe ser muy pesada ya que esto 
incrementaría la perdida rápida de energía y el calentamiento interno de todo el robot. 
2 2 
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Tampoco debe ser liviana y débil a las colisiones ya que en un medio de posibles 
derrumbes de rocas o choques con obstáculos, es necesario que tenga cierto grado de 
rigidez a fin de ser resistente a dichas colisiones. 
4.7.2. Dimensionamiento de la Estructura Mecánica 
Como se puede observar en la Figura 72, los elementos internos son los que determinan 
las dimensiones de la estructura mecánica. Según la Tabla 5, se puede observar que el 
ancho de la estructura lo determinan los motores, el alto mínimo también es determinado 
con la altura de los motores y la altura del robot  y el largo máximo se determina a partir 
de  la longitud que tienen las cintas de orugas deslizantes.  
 
 
Figura 72: Disposición de los principales elementos dentro del chasis 
Fuente: Elaboración Propia 
 
Tabla 5: Dimensiones de los elementos que determinan el tamaño del chasis 
Fuente: Elaboración Propia 
 
Teniendo en cuenta las consideraciones previas entonces se puede determinar lo 
siguiente: 
a) Cálculo del Ancho: 
𝐴𝑛𝑐ℎ𝑜 = 2 ∗ 𝐴𝑛𝑐ℎ𝑜(𝑀𝑜𝑡𝑜𝑟) = 2 ∗ 222.76 𝑚𝑚 = 445.52𝑚𝑚          (48 ) 
Considerando Tolerancias y un espacio adicional, entonces el ancho de la 
estructura del robot móvil será: 
Número Elementos 
Cantidad que afecta la 
dimensión
Ancho Largo Alto
1 Motor Ampflow 2 222,76 mm No Afecta 77,72 mm
2 Cintas de Orugas 1 No Afecta 503,05 mm 276 mm
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𝐴𝑛𝑐ℎ𝑜 = 50 𝑐𝑚          (49 ) 
b) Cálculo del Largo: 
El largo como máximo está determinado por el largo de las orugas, por tanto 
el largo de la estructura del robot móvil será: 
𝐿𝑎𝑟𝑔𝑜 = 48 𝑐𝑚          (50 ) 
c) Cálculo del Alto: 
El alto de la estructura del sistema robótico móvil está determinado en su 
mayor parte también por el alto de las orugas y la altura considerada del chasis 
respecto a la superficie terrestre. 
Considerando una altura de cinco centímetros del chasis respecto a la superficie 
terrestre y  una altura sobrante en la parte superior de 4 cm. 
𝐴𝑙𝑡𝑜 = 276 𝑚𝑚 − 5 𝑚𝑚 − 4 𝑚𝑚 = 180 𝑚𝑚          (51 ) 
De la ecuación (51) se obtiene el valor de la altura igual a 18 𝑐𝑚. 
Considerando estas dimensiones se procede a diseñar la estructura mecánica que servirá 
como soporte de base de todo el chasis del robot. 
4.7.3. Evaluación del Material de la estructura Mecánica 
Antes de proceder a mencionar la configuración en la que se constituyó la estructura 
mecánica, se evalúa el material que se usará para el desarrollo del mismo (Ver Tabla 6). 
 









Fuente: Elaboración Propia 
 
Debido a que la estructura debe de ser resistente, tenaz y ligero la mejor opción sería el 
titanio, sin embargo debido a su alto costo para este proyecto, se procede a elegir acero 
como segunda opción a la solución. La principal desventaja de este material es la 




Rigidez Costo de Mantenimiento
Uniformidad
Buena Mecanización
Material Ligero, blando Envejecimiento con el tiempo
Relativamente rígido pequeños cortes, fisuras causan daños
Es reciclable Uso limitado por temperatura








metálicas) a utilizar deben de ser más ligeros y con un grado de resistencia permisible, de 
tal manera que se evite hacer un mal manejo del consumo de energía eléctrica. 
4.7.4. Selección de perfiles, dimensiones y  configuración  
Para realizar el diseño de la estructura mecánica se ha selecciona perfiles de ángulo  de 
material acero. 
a) Perfil de ángulo de 1.5’’ (Dirección: Ancho de la estructura) 
Características 
Cortes con 45  grados de inclinación para realizar uniones soldadas entre 
perfiles. 
Longitud: 490 mm.  
 
 
Figura 73: Perfiles de soporte a lo largo del ancho de la estructura 
Fuente: Elaboración Propia 
 
 
Figura 74: Dimensiones de los alabes del perfil de la figura 49 
Fuente: Elaboración Propia 
 
b) Perfil de ángulo de 1.5’’ (Dirección: Largo de la estructura) 
Características 
Cortes con 45  grados de inclinación para realizar uniones soldadas entre 
perfiles. 
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Longitud: 367.54 mm.  
 
Figura 75: Perfil con orientación a lo largo del chasis 
Fuente: Elaboración Propia 
 
 
Figura 76: Dimensiones de los alabes del perfil de la figura 51 
Fuente: Elaboración Propia 
 
c) Perfil de ángulo de 1.5’’ (Dirección: Alto de la estructura) 
Características 
Longitud: 98.8 mm.  
 
 
Figura 77: Perfil con orientación a lo alto del chasis 
Fuente: Elaboración Propia 
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Figura 78: Dimensiones de los alabes del perfil de la figura 53 
Fuente: Elaboración Propia 
 
Debido a que el sistema robótico debe estar capacitado para poder escalar ciertos 
obstáculos entonces este debe tener una pendiente de aproximadamente 45ª para no tener 
problemas de colisión con la superficie inferior del chasis. 
d) Primer Perfil de ángulo de 1.5’’ (Nariz del perfil automotriz) 
Características 




Figura 79: Primer perfil de ángulo para la nariz 
Fuente: Elaboración Propia 
 
e) Segundo Perfil de ángulo de 1,5’’ (Nariz del perfil automotriz) 
Características 




Figura 80: Segundo perfil de ángulo para la nariz 
Fuente: Elaboración Propia 
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4.7.5. Estructura Mecánica del sistema robótico móvil 
A continuación se muestra la configuración en la que se unirá cada uno de los perfiles de 
acero para formar la estructura del chasis del sistema robótico móvil. Se observa que esta 
configuración es el resultado de la unión de los perfiles mediante operaciones de 
soldadura formando la estructura que se muestra en la Figura 81. 
En la Tabla 7 se muestra todos los tipos de perfiles utilizados en la estructura mecánica 
del robot, clasificados por la  dirección que lo conforman. 
Se observa que el sistema robótico está constituido por una nariz, es decir el chasis tiene 
una cierta pendiente al final de su estructura para poder escalar pequeños montículos de 
tierra u otros obstáculos. 
 















Figura 81: Estructura del Chasis del sistema robótico 
Fuente: Elaboración Propia 
 
En la Figura 82 se puede observar que para unir los perfiles de aceros mostrados 
anteriormente, es necesario realizar uniones soldadas entre ellos, los cuales fueron 
realizados mediante tipo de soldadura de arco eléctrico. Finalmente, se observa en la 
Figura 81 que existe una última plancha frontal soldada en el extremo final de cada nariz 
(ver Figura 83), esto con motivo de cerrar la abertura que se encuentre entre el extremo 
superior e inferior de la nariz. 
Perfil Cantidad Dirección
Perfil de ángulo de 1,5’’ 4 Ancho
Perfil de ángulo de 1,5’’ 4 Largo
Perfil de ángulo de 1,5’’ 4 Alto
Perfil de ángulo de 1,5’’ 4 Inclinación de 45◦
Perfil de ángulo de 1,5’’ 4 Inclinación de 45◦
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Figura 82: Unión soldada entre perfiles de acero de la estructura mecánica 
Fuente: Elaboración Propia 
 
El sistema de Telemetría que involucra un Streaming de video de la cámara de 
navegación, se explica más adelante en la sección CAPÍTULO VI: ARQUITECTURA Y 
DISEÑO DEL SISTEMA DE LA INFORMACIÓN, del presente trabajo. 
Adicionalmente, cabe mencionar que para motivos de reducción de peso de todo el chasis 
del sistema robótico, se revestirá el chasis con planchas de aluminio de tal forma que 










Figura 83: Plancha metálica de soporte para la incorporación de la cámara de navegación 
Fuente: Elaboración Propia 
 
Para más detalle, en la sección de Anexos del 1 al 18 se pueden apreciar cada uno de los 
planos mecánicos que definen las dimensiones, el ensamble y el material de cada 
elemento mecánico usado en el proyecto. 
4.8. Diseño del sistema de transmisión de potencia y locomoción del Robot 
Ganymede 
Una vez definido el diseño del chasis del sistema robótico móvil, se procede a definir el 
diseño del sistema de transmisión de potencia, donde se explicará los elementos diseñados 
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para aumentar el torque del motor, teniendo en cuenta un grado de confiabilidad y vida 
útil de los elementos que conforman este sistema. 
4.8.1. Lista de componentes 
Las Figuras 84 y 86 muestra la parte interna del sistema robótico móvil, en donde  se 
encuentra los componentes involucrados en el sistema de transmisión de potencia. La 
Figura 85, además de eso, muestra externamente los componentes del sistema de 
locomoción. La Tabla 8  lista los componentes que se encuentran involucrados tanto  en 
el sistema de transmisión de potencia como en el sistema de locomoción según la 
numeración observada en estas tres figuras. 
 











Fuente: Elaboración Propia 
 
 
Figura 84: Enumeración de componentes internos que conforman el sistema de transmisión de potencia 
Fuente: Elaboración Propia 
 
De toda la lista de elementos descritos en la Tabla 8, los siguientes componentes son parte 




1 Eje para medición de Velocidad
2 Chumacera de Piso
3 Chumacera de Pared
4 Motor Ampflow
5 Base de Motor
6 Base de Chumacera de Piso




11 Anillo de retención
12 Àrbol de transmisión de potencia
13 Chaveta
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 Chumacera de piso 
 Chumacera de Pared 
 Motor Ampflow 
 Anillo de soporte de piñón 
 Anillo de retención 
 Engranaje Conductor 
 Engranaje Conducido 
 Eje delantero 
Los siguente componentes restantes pertenecen al sistema de locomoción: 
 Rueda de tracción para las cintas deslizantes orugadas 
 Cintas deslizantes orugadas 
 
 
Figura 85: Enumeración de componentes internos que conforman el sistema de transmisión de potencia 
Fuente: Elaboración Propia 
 
 
Figura 86: Enumeración de componentes sin considerar el sistema de locomoción 
Fuente: Elaboración Propia 
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4.8.2. Cálculo del Peso total del Sistema Robótico 
Se considera una lista de los componentes que conforman al robot, considerando 
despreciable el peso de las placas electrónicas y de las cajas de las baterías, se obtiene el 
peso total del sistema Robotico mostrado en la Tabla 9. 
 








Fuente: Elaboración Propia 
 
Efectuando la fórmula de cálculo de fuerza gravitacional: 
𝐹𝑔 = 𝑚𝑠𝑖𝑠𝑡𝑒𝑚𝑎 ∗ 𝑔          (52 ) 
Reemplazando: 
𝐹𝑔 = (65.89). (9.81) = 520.85214 𝑁          (53 ) 
Una vez obtenido el valor de la fuerza gravitatoria de todo el sistema robótico, también 
se necesita obtener el dato de la posición en el que se encuentra efectuando esta fuerza, 
de tal forma que se pueda realizar el análisis de carga en cada una de las ruedas de tracción 
del sistema robótico. 
4.8.3. Localización de Centro de Gravedad del Sistema Robótico 
Debido a que la disposición de componentes del sistema robótico está configurada de tal 
forma que se encuentra simétricamente distribuida respecto a un plano medio y paralelo 
a los lados laterales del sistema robótico, entonces podemos deducir que el centro de 
gravedad de todo el sistema se encuentra en el plano de simetría del mismo. 
Antes de proceder a ubicar el centro de gravedad del sistema robótico,  se establece el 
siguiente sistema de coordenadas (ver Figura 87), para el cual se obtendrá la ubicación 
del centro de gravedad. 
Partiendo del sistema de coordenadas propuesto en la Figura 87, haciendo uso de la 
herramienta de Software Autodesk Inventor  y habiendo establecido los pesos y 
materiales respectivos de cada componente del robot, el software da como resultado la  
ubicación del Centro de gravedad en el plano X-Y, mostrado por la ecuación (54). 
Elemento Peso Cantidad Peso por tipo de Elemento Unidad
Chumacera de Pared 1 4 4 Kg
Chumacera de piso 1 4 4 Kg
Motor Ampflow 3,5 2 7 Kg
Chasis 10 1 10 Kg
Orugas y Sprockets HONDA 2,5 2 5 Kg
árbol de transmision de potencia 2,25 2 4,5 Kg
Eje delantero 1,2 2 2,4 Kg
Engranaje Conductor 0,37 2 0,74 Kg
Engranaje Conducido 1,727 2 3,454 Kg
Bateria 6 2 12 Kg
53,094 KgSuma
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Figura 87:  Ubicación del centro de coordenadas a partir del cual se localizará el C.G. 
Fuente: Elaboración Propia 
 
Con este resultado se confirma la simetría del sistema robótico móvil, ya que el centro de 
gravedad por distribución simétrica se encontraría en la mitad del ancho del sistema 
robótico (ver ecuación 54). 
A partir de este resultado es que se hará el análisis de carga mecánica en los elementos 
que soportan el peso de todo el sistema robótico. 
4.8.4. Análisis de carga estática permanente del sistema robótico Móvil 
En la Figura 88 se muestra el diagrama de cuerpo libre del sistema robótico móvil, sin la 
consideración de las ruedas de tracción con orugas dentro del sistema. Debido a la 
apreciable simetría del sistema robótico, se presentan fuerzas iguales en pares, en las 
secciones  posterior y anterior del sistema robótico. 
 
 
Figura 88: Diagrama de cuerpo libre del sistema robótico móvil sin la consideración de ruedas de tracción 
y orugas 
Fuente: Elaboración Propia 
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Según la Figura 89 podemos hacer uso del método de sistema de cargas equivalentes y 
reemplazar el efecto dos fuerzas de igual valor, igualmente distanciadas, por una fuerza 
con el doble de valor, actuando sobre el centro de la línea recta que une los extremos de 
los puntos de acción de ambas fuerzas. 
 
 
Figura 89: Sistemas de cargas equivalentes 
Fuente: Elaboración Propia 
 
Con el uso de este método y dado la simetría, podemos establecer que las fuerzas 
resultantes de ambos pares de fuerzas se encontrarán efectuando sobre el mismo plano en 
el que se encuentra efectuando la fuerza gravitacional de todo el sistema. 
Habiendo efectuado el método de sistema de cargas equivalentes, el sistema de cargas en 
análisis se reduce al que se muestra en la Figura 90, en donde se tiene un sistema de 
ecuaciones de dos variables, se conocen las distancias de los puntos de aplicación de cada 











Figura 90: Sistemas de cargas equivalentes 
Fuente: Elaboración Propia 
 
 Datos Conocidos (Ver Figura 90) 
𝑌𝑐𝑔 = 𝑏 + 𝑐 = 149.612𝑚𝑚 = 14.96𝑐𝑚          (55) 
𝑐 = 58.02𝑚𝑚          (56) 
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𝑏 = 91.592𝑚𝑚          (57) 
𝑎 + 𝑏 = 257.5𝑚𝑚          (58) 
Con estos valores se obtiene el valor de las distancias de cada variable: 
𝑎 = 165.908𝑚𝑚 (16.5908𝑐𝑚)          (59) 
𝑏 = 91.592𝑚𝑚 (9.1592𝑐𝑚)          (60) 
𝑐 = 58.02𝑚𝑚          (61) 




= 0          (62) 




= 0          (64) 









= 92.6328 𝑁          (67) 
4.8.5. Diseño del eje delantero 
En esta sección se procede a realizar el diseño del eje delantero que forma parte del 
sistema de locomoción del robot móvil, estos cálculos se realizarán haciendo uso del 
análisis de carga realizado en el apartado 4.9.4. 
Antes de empezar con el análisis de resistencia y esfuerzo mecánico, cabe resaltar que se 
iniciará el análisis con un material de acero de baja resistencia y el más económico como 
un inicio tentativo de diseño. 
En caso de que el acero de menor resistencia sea suficiente, entonces  se procede a evaluar 
si se requiere un cambio de rigidez en el diseño debido al cambio de geometría del mismo 
eje, de tal forma que cumpla con los requisitos establecidos en el diseño mecánico. 
4.8.5.1. Selección del material inicial para el diseño mecánico del eje delantero 
El acero 1020 pertenece a la familia de aceros al carbono, sin embargo debido a su bajo 
contenido en carbono, este acero posee una menor resistencia y menor costo que lo demás 
aceros de la misma familia. Este acero es utilizado para elementos que no son sometidos 
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a grandes cantidades de esfuerzo mecánicos,  como árboles o levas de baja transmisión 
de potencia. 
En la Figura 91 se muestra la gráfica del ensayo de tracción de una probeta de acero 1020, 
en el cual se puede observar los puntos que denotan un cambio importante en el 
comportamiento de la probeta sometida a tracción. 
 
 
Figura 91: Gráfica esfuerzo-deformación unitaria del acero 1020 
Fuente: Material Análisis comparativo de propiedades mecánicas del acero 1020-1045 Universidad de 
Pamplona 
 
Del ensayo de tracción realizado en el laboratorio de la Universidad de Pamplona- 
Colombia  (Poveda Zárate & Zambrano Silva, 2015), se dedujo la siguiente ecuación de 
la recta (Tener en cuenta que la deformación unitaria se encuentra expuesto en la gráfica 
como un porcentaje): 
𝑦 = 208560. 𝑥 − 37099          (68) 
De esta manera ubicando cada uno de los puntos de la gráfica de la Figura 91, se puede 
establecer los siguientes valores en la Tabla 10  para el experimento del ensayo mecánico 
de tracción del acero 1020. 
 
Tabla 10: Propiedades mecánicas del Acero 1020 (Medidas experimentales) 
 
Fuente: Elaboración Propia 
 
a) Análisis de cargas de flexión y cortante al cual es sometido el eje mecánico  
Para realizar un análisis de la resistencia y el esfuerzo mecánico a la que es sometido cada 
parte seccional del eje propuesto en la Figura 92, se procede a realizar el diagrama de 




Limite Elástico Esfuerzo de Fluencia Resistencia última Esfuerzo de Rotura
Acero 1020 CD 208,560 GPa 450 Mpa 460 Mpa 520 Mpa 360 Mpa
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Figura 92: Diagrama de cuerpo libre del eje delantero propuesto para el sistema de locomoción 
Fuente: Elaboración Propia 
 
 Datos Conocidos  
𝑅𝑑 = 92.6328𝑁      (69) 




= 0  (70) 




= 0    (72) 
𝑅𝑐𝑝𝑎. (57.43) = 𝑅𝑐𝑝𝑖. (200.75)          (73) 
 Resolviendo las ecuaciones (71) y (73) 
𝑅𝑐𝑝𝑖. (2.4956) = 92.6328𝑁   (74) 
𝑅𝑐𝑝𝑖 = 37.1184𝑁          (75) 
𝑅𝑐𝑝𝑎 = 129.7512𝑁          (76) 
𝑅𝑑 = 92.6328𝑁          (77) 
 Diagramas de Fuerza Cortante  y Momento Flector 
Se procede a construir los diagramas de  fuerza cortante y momento flector, partiendo del 







Figura 93: Diagrama de cuerpo libre del eje delantero propuesto para el sistema de locomoción 




Se inicia el análisis en el punto que se encuentra a unos 27.5 mm del extremo izquierdo 
del eje delantero a lo largo del eje X, tal y como se muestra en la Figura 93. 
 Ecuaciones del diagrama Fuerza Cortante 




= 0    (78) 
𝑉 = 92.6328𝑁          (79) 




= 0     (80) 
𝑉 = −37.3534𝑁          (81) 
 Ecuaciones del diagrama Momento Flector 




= 0        (82) 
𝑀 = 92.6328𝑥 𝑁.𝑚𝑚          (83) 




= 0      (84) 








Figura 94:  Diagrama de cuerpo libre simplificado 
Fuente: Elaboración Propia 
 
Se observa que el momento flector con valor máximo, se presenta a una distancia de 57.43 
mm del punto de aplicación de la fuerza en la rueda delantera del robot. Como se puede 
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observar los puntos más críticos para un análisis de falla mediante carga estática, son los 










Figura 95: Diagrama de fuerza cortante para el eje delantero 
Fuente: Elaboración Propia 
 
 
Figura 96: Diagrama de momento flector para el eje delantero 
Fuente: Elaboración Propia 
 
4.8.5.2. Análisis de la carga torsional transmitido por el sistema de tracción y de 
transmisión de potencia 
Además de la carga de flexión a la que se somete principalmente el eje delantero debido 
al peso del sistema robótico, se debe de adicionar la carga de torsión que se transmite por 
medio del sistema de tracción de orugas. Para fines de diseño se considera que esta carga 
de torsión es enteramente transmitida considerando a la cinta de orugas como un elemento 
rígido y sin deformación.  
En consideraciones de equilibrio, cuando el sistema robótico se mueve a velocidad 
constante o cuando este está en el inicio de su movimiento de manera inminente, se realiza 
el diseño para la mayor carga torsional transmitida por el sistema Orugado. 
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a)  Cálculo de la carga de torsión transmitida  
Para obtener el torque transmitido por el sistema de transmisión de potencia, es necesario 
evaluar la configuración de este sistema y los parámetros que definen el comportamiento 
del motor utilizado en el proyecto. En el CAPITULO V, sección 5.2 se dará más detalle 
sobre el modelamiento electromecánico del motor escogido para el proyecto. 
En la Figura 97 se muestra el sistema de transmisión de potencia, el cual transmite un 
carga torsional considerando el arreglo de engranajes que se encuentran internamente en 
la caja reductora del motor y los que se encuentran externamente del mismo. 
 
 
Figura 97: Sistema de transmisión de potencia del robot ganymede 
Fuente: Elaboración Propia 
 
 
Figura 98: Especificaciones técnicas del motor ampflow E30-150 
Fuente: http://www.robotmarketplace.com/products/ampflow_main.html 
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En la Figura 98  se muestra las características técnicas que tiene el motor DC de imán 
permanente y en la Figura 99, se muestran las características adicionales  del motor al 
añadirle la caja reductora de velocidad.  
Por lo tanto la relación de velocidad es: 






Figura 99: Especificaciones técnicas del motor ampflow E30-150 más caja reductora 
Fuente: http://www.robotmarketplace.com/products/ampflow_main.html 
 
De la teoría del comportamiento de un motor DC de imán permanente, se tienen las 
siguientes ecuaciones electromecánicas: 
𝐸𝑣 = 𝐾𝑣. 𝜔          (87) 
𝑇𝐼 = 𝐾𝑡. 𝐼          (88) 
Como se verá en la sección 5.2.2 del CAPITULO V, el modelo matemático que rige el 
comportamiento del motor está dado por la siguiente ecuación: 
𝜔(𝑠) =
𝐾𝑡. 𝑟2. 𝐸𝑣(𝑠) − (𝐿. 𝑠 + 𝑅). 𝑟2𝑇𝑒𝑞(𝑠)
𝐽𝑒𝑞 . 𝐿. 𝑠2 + (𝑅. 𝐽𝑒𝑞 + 𝑏𝑒𝑞 . 𝐿)𝑠 + 𝑏𝑒𝑞. 𝑅 + 𝐾𝑡. 𝑟2𝐾𝑣
          (89) 
Dónde: 
𝐾𝑡: Parámetro de torque del motor, relaciona Torque con corriente eléctrica. 
𝐾𝑣: Parámetro de Velocidad del motor, relaciona Voltaje eléctrico con la Velocidad. 
𝐽𝑒𝑞: Momento polar de inercia equivalente de todo el sistema de transmisión de potencia. 
𝑏𝑒𝑞: Coeficiente de viscosidad equivalente que mide el nivel de oposición a la velocidad 
angular del todo el sistema equivalente. 
𝐿 : Inductancia del devanado del motor. 
𝑅: Resistencia equivalente del motor. 
𝑟2: Parámetro que mide la eficiencia de la transmisión de potencia, compuesta por los 
engranajes. 
Para obtener el valor torque máximo en estado estacionario, se aplica el teorema del valor 
final a la Ecuación (89): 
𝜔(𝑡)|𝑡 →∝ = 𝑠.𝜔(𝑠)|𝑠 → 0          (90) 
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(𝐿. 𝑠 + 𝑅). 𝑟2
𝑇𝑒𝑞
𝑠 . 𝑠
𝐽𝑒𝑞 . 𝐿. 𝑠2 + (𝑅. 𝐽𝑒𝑞 + 𝑏𝑒𝑞 . 𝐿)𝑠 + 𝑏𝑒𝑞. 𝑅 + 𝐾𝑡 . 𝑟2𝐾𝑣
          (91) 
Para la hallar el torque máximo al cual se puede someter el motor, este se obtendrá cuando 
no se haya vencido la inercia propuesta por 𝑇𝑒𝑞 y por tanto eso se cumplirá cuando 𝜔 ≅




Es decir considerando una relación de eficiencia de transmisión de 100%, el torque 







= 5.08421          (92) 
Además considerando que la reducción de velocidad de la caja de reducción es 8.3 y que 
además se ha hecho una segunda reducción con un factor de 2, entonces: 
𝑇𝑚𝑎𝑥 = 2. ℵ. 𝑇𝑒𝑞 = 2. (8.3). (5.08421) = 82.3979𝑁.𝑚          (93) 
A partir de este momento, en el análisis de fuerzas del eje delantero se considera que este 
se encuentra sometido a una carga de torsión igual a  𝑇𝑚𝑎𝑥, que es lo que sucedería al 
despreciarse el efecto de rozamiento que existe entre las orugas de tracción y la superficie  
en el cual se encuentra desplazando el sistema robótico. 
4.8.5.3. Análisis de falla resultante de la carga estática 
Antes de proceder a describir el análisis de falla resultante de la carga estática, se tomará 
en consideración el  comportamiento de endurecimiento por  deformación de materiales 
dúctiles. 
a) Consideración de diseño de la concentración de esfuerzo en materiales dúctiles  
Se debe recordar que los materiales dúctiles como el acero, son materiales usados para 
fabricar elementos mecánicos, que debido a un cambio abrupto en la  configuración de su 
geometría, se produce una concentración de esfuerzos de manera localizada, lo que 
conduce muchas veces a que se produzca el fenómeno de fluencia. Justamente antes de 
que se produzca el efecto de rotura del elemento mecánico, el valor de la fluencia aumenta 
debido al endurecimiento por deformación del material dúctil. Es por esta razón que en 
el proceso de diseño, se toma como referencia principal al primer esfuerzo de fluencia y 
un factor de concentración de esfuerzos igual a 1. 
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En el peor de los casos, tendríamos el escenario de un material dúctil que no tiene un 
comportamiento de endurecimiento por deformación y presentaría el mismo 
comportamiento que se observa en la gráfica de la Figura 100. 
Como se puede observar, se tiene un fenómeno de fluencia en el cual no hay ningún 
aumento de valor del esfuerzo y la deformación prácticamente se da de forma plástica en 
su totalidad. En estos casos teniendo en cuenta de que el material no falla, se tendría un 




Figura 100: Comportamiento ideal sin aumento del valor fluencia por endurecimiento de deformación 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Como se puede observar se tiene un fenómeno de fluencia sin llegar a algún aumento del 
valor del esfuerzo y deformación completamente plástica. En estos casos, teniendo en 
cuenta de que el material no falla, se tendría un esfuerzo máximo de 𝑆𝑦 considerando su 
aplicación en el  punto de concentración de esfuerzos. 
Para este valor de diseño, a medida que nos vayamos acercando al valor de fluencia 𝑆𝑦 , 
el factor de concentración de esfuerzos irá disminuyendo hasta que en el punto de fluencia 
sea igual a 𝑆𝑦 y entonces el factor de concentración de esfuerzos resulta 𝐾𝑡 = 1. Sin 
embargo, debido a que en el caso real de un material dúctil, existe el endurecimiento por 
deformación, entonces el punto crítico de la muesca estaría un poco más arriba que el 
punto de fluencia. Por esta razón, se tomará un factor de concentración de esfuerzo normal 
y de corte igual a 1, al realizar el diseño de los ejes y árboles. 
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b) Análisis  de esfuerzos 
 Análisis en la sección A 













          (96) 
Dónde: 
𝝈𝑨: Esfuerzo Mecánico axial en la sección A, a una determinada altura. 
𝑴𝒇𝑨: Momento flector en la sección A. 
𝒄𝑨: Altura para un determinado esfuerzo respecto al eje neutro en la sección A. 
𝑰𝑨: Momento de Inercia en la sección A. 
𝝉𝒄𝑨: Esfuerzo de corte debido a la flexión en la sección A. 
𝑽𝑨: Fuerza de corte en la sección A. 
𝑸𝑨: Primero Momento de inercia en la sección A. 
𝒃𝑨: Ancho de la sección transversal A. 
𝝉𝒕𝑨: Esfuerzo de corte debido a la torsión en la sección A. 
𝝆𝑨: Valor radial al cual se evalúa el esfuerzo cortante por torsión. 
𝑻𝑨: Fuerza torsional en la sección A. 
𝑱𝑨: Momento polar de inercia en la sección A. 
 Cálculo de cargas en la Sección A 
Efectuando la ecuación del Momento Flector, el valor de la fuerza cortante máximo en A 
y la carga torsión uniforme a lo largo del eje delantero, se obtiene los siguientes valores 
para la carga total en la sección A: 
𝑴𝒇𝑨 = 𝟐. 𝟑𝟔𝟐𝟏𝑵.𝒎          (97) 
𝑽𝑨 = 𝟗𝟐. 𝟔𝟑𝟐 𝑵          (98) 
𝑻𝑨 = 𝟖𝟐. 𝟑𝟗𝟕𝟗𝑵.𝒎           (99) 
 Cálculo de esfuerzos máximos en la sección A 
Se procede a realizar el análisis de los puntos en los se presentarían los mayores esfuerzos  
en la sección A. 
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El esfuerzo de compresión y tracción máximo se dará en el punto más alto y bajo de la 
sección de transversal es decir cuando  𝒛 = 𝒄 = ±𝒓𝑨 (Ver Figura 101), considerando un 
diámetro de 20 mm, ya que por especificaciones iniciales, es el valor del diámetro de la 





2.3621 . ( 32)
𝜋 .  (0.023)
= ±3.00748𝑀𝑝𝑎           (100) 
Respecto al esfuerzo cortante máximo, el valor será máximo en la línea neutra de la 







= 0.393154 𝑀𝑝𝑎           (101) 
En caso del esfuerzo de torsión, este será máximo en la capa circular que se encuentre 






𝜋 .  𝑑3
= 52.457679𝑀𝑝𝑎           (102) 
Debido a que el esfuerzo cortante de torsión es un esfuerzo sobresaliente en el 
sometimiento de la carga en el eje, entonces necesariamente se debe hacer un análisis en 
lugar geométrico 𝝆𝑨 = 𝒓𝑨. Teniendo en cuenta este lugar geométrico como referencia, 
se tienen tres puntos de análisis de criticidad según considerando los valores máximos 
que pueden alcanzar los otros tipos de esfuerzo. Por el lado de tracción y compresión, en 




Figura 101:  Sección transversal A, puntos críticos 
Fuente: Elaboración propia 
 
Se observa que en el punto n, se tiene un esfuerzo completamente cortante (Ver Figura 
102), cuyo valor máximo será la suma de los dos esfuerzos cortantes, el primero debido 
a la fuerza cortante y el segundo debido al par de torsión. 
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𝜏𝐴,𝑛 = 𝜏𝑐𝐴,𝑚𝑎𝑥 + 𝜏𝑡𝐴,𝑚𝑎𝑥 = 52.850833 𝑀𝑝𝑎           (103) 
 
 
Figura 102: Sección transversal A, puntos crítico n 
Fuente: Elaboración propia 
 
En cuanto a los puntos m y p, se tiene esfuerzo normal por compresión y tracción 
respectivamente, más la adición del esfuerzo cortante debido solamente al par de torsión: 
𝜎𝐴,𝑚𝑎𝑥 = ±3.00748𝑀𝑝𝑎           (104) 
𝜏𝑡𝐴,𝑚𝑎𝑥 = 52.457679𝑀𝑝𝑎           (105) 
La Figura 103, muestra el elemento de tensión presentado en el punto m, donde el 
esfuerzo normal es el esfuerzo de compresión máximo.  
 
 
Figura 103: Sección transversal A, puntos crítico m 
Fuente: Elaboración propia 
 
La Figura 104, muestra el elemento de tensión presentado en el punto m, donde el 
esfuerzo normal es el esfuerzo de compresión máximo. 
 
 
Figura 104: Sección transversal A, puntos crítico p 
Fuente: Elaboración propia 
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Del análisis anterior se puede observar que el elemento de tensión más crítico, es el que 
se encuentra en los puntos m y p, esto debido a que el esfuerzo de tracción es mayor 
respecto al esfuerzo cortante que proporciona la fuerza de corte en la sección A. 
 Cálculo de esfuerzos principales en los puntos m y p de la sección A 
Para poder obtener los esfuerzos principales asociados al elemento tensional en los puntos 
m y p, se debe determinar el lugar geométrico propuesto por el círculo de Mohr con las 
siguientes ecuaciones: 








2           (106) 
Dónde: 
𝝈𝒙: Esfuerzo en el eje X presentado en la sección A. 
𝝈𝒚: Esfuerzo en el eje Y presentado en la sección A. 
𝝉𝒙𝒚: Esfuerzo cortante presentado en el elemento tensional 






           (107) 
𝑅 = 𝜏𝑥𝑦,𝑚𝑎𝑥 = √2754.06932
2
= 52.47922𝑀𝑝𝑎           (108) 
(𝜎 − 1.50374)2 + 𝜏2 = 2754.06932           (109) 
En la Figura 105, se muestra el círculo de Mohr para el estado tensional en la sección A, 










           (110) 
 
 
Figura 105: Círculo de Mohr del estado tensional del punto p 
Fuente: Elaboración propia 
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Evaluando los valores de los esfuerzos del punto p en la ecuación 110 se obtienen los 
valores de los esfuerzos principales: 
𝜎1 = 53.98296𝑀𝑝𝑎           (111) 
𝜎2 = −50.932398𝑀𝑝𝑎           (112) 
 Calculo del ángulo de esfuerzos principales 
El doble del ángulo que se debe de girar al elemento tensional para obtener los esfuerzos 
principales (Ver Figura 106) se obtiene a partir de la siguiente ecuación: 
tan 2. 𝜃 =
2. 𝜏𝑥𝑦
𝜎𝑥 + 𝜎𝑦
           (113) 
Donde: 
𝜽: Angulo de giro para obtener los esfuerzos principales. 
𝝈𝒙: Esfuerzo en el eje X presentado en la sección A. 
𝝈𝒚: Esfuerzo en el eje Y presentado en la sección A. 
𝝉𝒙𝒚: Esfuerzo cortante presentado en el elemento tensional. 
Efectuando la ecuación anterior, se obtiene el ángulo 𝜃: 
𝜃 = 44.17901˚           (114) 
 
 
Figura 106: Elemento tensional de esfuerzos principales 
Fuente: Elaboración propia 
 
 Análisis en la sección B 
De la misma forma se realiza el mismo procedimiento para la sección B. Cálculo de los 












           (117) 
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𝝈𝑩: Esfuerzo Mecánico axial en la sección B, a una determinada altura. 
𝑴𝒇𝑩: Momento flector en la sección B. 
𝒄𝑩: Altura para un determinado esfuerzo respecto al eje neutro en la sección B. 
𝑰𝑩: Momento de Inercia en la sección B. 
𝝉𝒄𝑩: Esfuerzo de corte debido a la flexión en la sección B. 
𝑽𝑩: Fuerza de corte en la sección B. 
𝑸𝑩: Primero Momento de inercia en la sección B. 
𝒃𝑩: Ancho de la sección transversal B. 
𝝉𝒕𝑩: Esfuerzo de corte debido a la torsión en la sección B. 
𝝆𝑩: Valor radial al cual se evalúa el esfuerzo cortante por torsión. 
𝑻𝑩: Fuerza torsional en la sección B. 
𝑱𝑩: Momento polar de inercia en la sección B. 
 Cálculo de cargas en la Sección B 
Efectuando la ecuación del Momento Flector (Ver Ecuación 86), el valor de la fuerza 
cortante máximo en B (Ecuación 84) y la carga torsión uniforme a lo largo del eje se 
obtiene los siguientes valores para la carga total en la sección B: 
𝑴𝒇𝑩 = 5.319856𝑁.𝑚           (118) 
𝑽𝑩 = 92.632𝑁           (119) 
𝑻𝑩 = 82.3979𝑁.𝑚           (120) 
 Cálculo de esfuerzos máximos en la sección B 
Se procede a realizar el análisis de los puntos en los que se presentarían los mayores 
esfuerzos  en la sección B. 
El esfuerzo de compresión y tracción máximo se dará en el punto más alto y bajo de la 







𝜋 . ( 0.02543)
= ±3.306828𝑀𝑝𝑎           (121) 
Respecto al esfuerzo cortante máximo, el valor será máximo en la línea neutra de la 










= 0.2437572 𝑀𝑝𝑎           (122) 
En caso del esfuerzo de torsión, este será máximo en la capa circular que se encuentre 







𝜋 .  𝑑3
=
16. (82.3979)
𝜋 .  (0.02543)
= 25.609312 𝑀𝑝𝑎           (123) 
De este análisis de carga, se observa que la mayor contribución lo da el esfuerzo de 
torsión. Con lo cual queda descartado el análisis de cargas en las secciones B y C, ya que 
estas secciones tienen un mayor diámetro y por tanto los esfuerzos de torsión son menores 
que en la sección A. 
 Selección del Criterio de Falla resultante de la carga estática 
Para realizar una selección de un criterio de falla resultante de la carga estática, se evalúa 
el proceso de diseño de selección de criterio de falla que se muestra en la Figura 107. 
Como se sabe el material con el que se está trabajando es acero, con lo cual se tiene un 
comportamiento dúctil, es decir la deformación unitaria total en el momento de fractura 
es mayor que 0.05, con lo cual decimos que presenta un proceso de fluencia marcado e 
incluso tiene un proceso de endurecimiento por deformación. 
 
 
Figura 107: Proceso de selección de criterio de falla resultante de la carga estática 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Además, se considera que en el proceso de resistencia a la fluencia identificable, se tiene 
la resistencia a la fluencia en compresión igual al de la tracción, con lo cual nos quedamos 
con dos criterios de fallas usualmente usados, el criterio de falla de esfuerzo cortante 
máximo y el de la energía de la distorsión para materiales dúctiles. 
Solo quedaría un último criterio que evaluar para seleccionar el criterio de falla, en este 
caso, la teoría de falla del esfuerzo cortante máximo no es una teoría conservadora y 
requiere un mayor análisis, conduciendo a resultados y factores de diseño más precisos. 
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A diferencia de la teoría de la energía de la distorsión, la cual está más basada en la  
energía necesaria para realizar un cambio de forma en el elemento mecánico, sin presentar 
un cambio de volumen. Tal y como se muestra en la Figura 108, se observa que la región 
delimitada como segura para la teoría de la distorsión abarca mayor área que el de la 
teoría del esfuerzo cortante máximo, sin embargo ambos están delimitados por los 
mismos puntos de esfuerzo a la fluencia. 
 
 
Figura 108: Región de seguridad de la teoría de falla por carga estática 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Debido a que los esfuerzos obtenidos en la sección anterior no someten a una gran carga 
al elemento mecánico en análisis, entonces se aplicará el criterio de falla no conservador, 
en este caso el de la energía de la distorsión. 
 Cálculo del factor de Seguridad 
Se procede a realizar el cálculo del factor de seguridad, a partir del cálculo del esfuerzo 
de Von Mises. 
El esfuerzo de Von Mises está dado por la siguiente formula: 
𝜎′ = (𝜎1
2 − 𝜎1. 𝜎2 + 𝜎2
2)1/2           (124) 
Efectuando: 
𝜎′ = (53.982962 + (53.98296)(50.932398) + 50.9323982)1/2 
𝜎′ = 90.872166𝑀𝑝𝑎           (125) 







= 5.06           (126) 
Este valor indica que el diseño realizado, es lo suficientemente seguro para que el 
elemento mecánico no falle al ser sometido al torque máximo que suministra el motor. 
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4.8.5.4. Análisis  de falla resultante de la fatiga y la carga variable 
Una vez realizado el análisis de falla resultante de la carga estática, entonces se procede 
a realizar el análisis respectivo de los criterios de falla debido a la fatiga y a la carga 
variable. 
a)  Cálculo del factor de seguridad del análisis de falla por fatiga en ubicaciones 
críticas 
Considerando los diagramas mostrados en las Figuras 93, 94, 95 y 96 y que el par de 
torsión transmitido es uniforme sobre todo el eje delantero del sistema robótico, se puede 
observar que los puntos A y C denotan las ubicaciones críticas, en el cual podría haber 
una posible falla por fatiga debido a las magnitudes de las cargas, la concentración de 
esfuerzo y los diámetros que presenta cada sección (Ver Figura 109). 
 Analisis en la  sección A 
Se tienen las siguientes cargas de Flexión y Torsión: 
𝑴𝒇𝑨 = 2,3621𝑁.𝑚       (127) 
𝑻𝑨 = 82,3979𝑁.𝑚       (128) 
Considerando que los esfuerzos resultantes de la carga de flexión es totalmente reversible 
y que el par de torsión es constante para un determinado punto en la sección transversal 
entonces las cargas se expresan en sus siguientes componentes alternantes y medios  
(Budynas & Nisbett, 2008): 
𝑴𝒇𝑨,𝒂 = 2.3621𝑁.𝑚       (129) 
𝑴𝒇𝑨,𝒎 = 0 𝑁.𝑚       (130) 
𝑻𝑨,𝒂 = 0 𝑁.𝑚       (131) 
𝑴𝒇𝑨,𝒎 = 82.3979 𝑁.𝑚       (132) 
Suponiendo radios de filetes generosos con una relación de 
r
dA
= 0.1, es decir r = 2mm 
y dA = 20mm. 
 
 
Figura 109: Configuración geométrica inicial del eje delantero y dimensiones 
Fuente: Elaboración propia 
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De la Tabla 11 y teniendo en cuenta la relación 
r
dA
= 0.1 , entonces los factores de 
concentración de esfuerzos para la flexión y la torsión son respectivamente: 
𝐾𝑡 = 1.7       (133) 
𝐾𝑡𝑠 = 1.5       (134) 
 






Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Asumiendo un perfil conservador, se considera que los factores de concentración de 
esfuerzo son completamente sensibles a la muesca  q = 1, es decir: 
𝐾𝑓 = 𝐾𝑡 = 1.7       (135) 
𝐾𝑓𝑠 = 𝐾𝑡𝑠 = 1.5       (136) 
𝑞 = 1       (137) 
Después se realizará la estimación de los factores de concentración de esfuerzos por fatiga 
con valores reales. 
b) Cálculo del límite de la resistencia a la fatiga en la Sección A 
El valor del límite de la resistencia a la fatiga está dado por la fórmula: 
𝑆𝑒 = 𝐾𝑎. 𝐾𝑏 . 𝐾𝑐. 𝐾𝑑. 𝐾𝑒 . 𝐾𝑓 . 𝑆𝑒
′       (138) 
Dónde: 
Se  : Límite de la resistencia a la fatiga en la ubicación crítica analizada, que 
depende de las condiciones del medio, geometría y el uso. 
Ka : Factor de modificación de la condición superficial 
Kb : Factor de modificación de tamaño 
Kc : Factor de modificación de carga 
Kd : Factor de modificación de temperatura 
Ke : Factor de modificación de confiabilidad 




: Límite de la resistencia a la fatiga 
 Cálculo de 𝐊𝐚 
El valor de Ka está determinado por la siguiente ecuacion (139): 
𝐾𝑎 = 𝑎. 𝑆𝑢𝑡
𝑏       (139) 
De la Tabla 8, Sut = 520 Mpa 
Tomando en cuenta que se ha realizado un proceso de maquinado, los valores de a y b se 
determinan según la tabla mostrada en la Tabla 12.  
 







Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Efectuando los valores: 
𝐾𝑎 = 4.51. (520
−0.265) = 0.86       (140) 
 Cálculo de 𝐊𝐛 
El valor de Kb está determinado por un conjunto de fórmulas que depende del tamaño del 
diámetro menor (Ver  Figura 110). 
 
Desde que d < 2"  
𝐾𝑏 = 0.879 (0.787402
−0.107) = 0.90177       (141) 
 
 
Figura 110: Fórmulas del factor de tamaño que depende del diámetro menor de la ubicación critica del 
hombro 




 Cálculo de 𝐊𝐜 
El valor de Kc está determinado por el tipo de carga (Ver  Figura 111)  al cual es sometido 
el elemento mecánico. Debido a que la carga es un tipo de carga combinada y que el factor 
de carga para la torsión se encuentra considerado en las fórmulas de Von Mises 
equivalente, entonces el factor de carga se toma como carga de flexión. 
 
 
Figura 111: Valores del factor Kc según el tipo de carga 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
𝐾𝑐 = 1       (142) 
 Cálculo de 𝐊𝐝 
El valor de Kd está determinado por la temperatura de operación en el cual se encuentra 
trabajando el elemento mecánico, debido a que la temperatura a la cual está trabajando es 
la de ambiente, entonces el valor del factor de modificación debido a la temperatura de 
operación es: 
𝐾𝑑 = 1       (143) 
 Cálculo de 𝐊𝐞 
El valor de Ke está determinado por el factor de confiabilidad, que indica el grado de 
certeza con el que se estima el valor del límite de resistencia a la fatiga, esto debido a la 
dispersión de sus valores en torno a un comportamiento ideal. 
Según  la Tabla 13, si se toma un porcentaje de confiabilidad de un 99%, se tiene un factor 
de confiabilidad de:  
𝐾𝑒 = 0,814       (144) 
 
Tabla 13: Valor del factor de confiabilidad de acuerdo al porcentaje de confiabilidad 
 
 Fuente: Diseño en Ingeniería Mecánica, Shigley 
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 Cálculo de 𝐊𝐟 
El valor de Kf es determinado por otros efectos, que en su momento es desconocido y que 
debido a que se toman condiciones normales en su momento de fabricación y de 
operación entonces este valor es establecido por la ecuación (145). 
 𝐾𝑓 = 1       (145) 
 Cálculo de 𝐒𝐞
′
 
El cálculo del límite a la resistencia de la fatiga mecánica, se determina a partir de 
relaciones obtenidas entre el valor de la resistencia a la fatiga mecánica real y el esfuerzo 
a la tensión última. Debido a que se tiene un grado de dispersión entre los distintos valores 
que puede tomar esta relación, se tienen las siguiente relaciones de 0.4, 0.5, 0.6 (Ver 
Figura 112). El más cercano y aceptado como procedimiento estándar en el diseño de la 
falla por fatiga mecánica es la relación de 0.5. 
Debido al grado de dispersión presentado en los ensayos de prueba mecánica de la 
resistencia a la fatiga, se considera el factor de confiabilidad, como factor que considera 
este grado de dispersión basando su cálculo en fórmulas estocásticas. 
 
 
Figura 112: Relación que hay entre los límites de resistencia a la fatiga y esfuerzo de la tensión última 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
La Figura 113 muestra las ecuaciones utilizadas en el procedimiento estándar para el 
cálculo del límite de la resistencia a la fatiga mecánica. 
  
Figura 113: Ecuaciones utilizadas para el cálculo del límite de la resistencia a la fatiga mecánica 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Efectuando las ecuaciones el valor del límite de la resistencia a la fatiga mecánica es: 
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𝑆𝑒
′ = 0,5 .  𝑆𝑢𝑡 = 0,5 . 520 𝑀𝑝𝑎 = 260 𝑀𝑝𝑎     (146) 
 Cálculo del 𝐒𝐞 
Efectuando la Ecuación (138), obtenemos la ecuación (147). 
𝑆𝑒 = (0.86). (0.90177). (1). (1). (0.814). (1). (260) 
𝑆𝑒 = 164.13152 𝑀𝑝𝑎     (147) 
Se procede a utilizar el criterio Goodman, por ser una estimación inicial y conservadora. 
c)  Cálculo de los componentes alternantes y medios del esfuerzo de Von-Mises 
en la Sección A 
























}1/2    (149) 
Debido a que no se encuentra presente carga axial, que la carga de flexión es 
completamente reversible y que la carga de torsión es completamente constante en el 





}1/2    (150) 
𝜎𝑚
′ = {3. [(𝑘𝑓𝑠)𝑡𝑜𝑟𝑠𝑖ó𝑛.
(𝜏𝑚)𝑡𝑜𝑟𝑠𝑖ó𝑛]
2





= 5.1129 𝑀𝑝𝑎    (152) 
𝜎𝑚
′ = √3.
(16). (1.5). (82.3979 )
𝜋. (0.02)3
= 136.28899 𝑀𝑝𝑎    (153) 



















𝑛 = 3.410    (154) 
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El factor de seguridad resultante 𝑛  es 3.41, lo que significa que para un primer diseño y 
tomando un perfil conservador el factor de seguridad es suficiente como para trabajar bajo 
esas condiciones de carga, de ambiente y de la fabricación. 
Si tomamos un perfil más real, el factor de seguridad debe ser mayor debido a que los 
factores de concentración de esfuerzo debido a la fatiga son menores y no son totalmente 
sensibles a la muesca: 
Considerando que en el proceso de diseño no hay sensibilidad total a la muesca, los 
factores de concentración de esfuerzos sensibles a la muesca se determinan de la siguiente 
manera: 
𝐾𝑓 = 1 + 𝑞. (𝐾𝑡 − 1)    (155) 






    (157) 
√𝑎 = 0.245799 − 0.307794. (0.01). 𝑆𝑢𝑡 + 0.150874. (0.0001). 𝑆𝑢𝑡
2
− 0.266978. (0.0000001). 𝑆𝑢𝑡
3    (158) 
Dónde: 
𝐾𝑓 : Es el factor de concentración de esfuerzo de carga axial con sensibilidad a la 
muesca 
𝐾𝑓𝑠  : Es el factor de concentración de esfuerzo cortante con sensibilidad a la 
muesca 
𝑞 : Factor de modificación debido a la sensibilidad a la muesca 
r : Radio del filete encontrado en cada cambio de sección de diámetro del eje en 
pulg. 
a : Constante de Neuber, determinado por la ecuación experimental (158). 
𝑆𝑢𝑡 : Tensión última en Kpsi. 
Reemplazando el valor de la tensión última obtenida de la Tabla 8, r = 0.07pulg, 
expresada en Kpsi en (158), en (157) y obteniendo un valor tentativo para 𝑞𝑐𝑜𝑟𝑡𝑎𝑛𝑡𝑒  según 
la Figura 114. 
𝑞 = 0.76    (159)  
𝑞𝑐𝑜𝑟𝑡𝑎𝑛𝑡𝑒 = 0.95    (160)  
𝐾𝑓 = 1.532    (161)  
𝐾𝑓𝑠 = 1.475    (162)  
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= 4.60765 𝑀𝑝𝑎  (163) 
𝜎𝑚
′ = √3.



















𝑛 = 3.4989  (165) 
Lo que indica que en términos reales el factor de seguridad es ligeramente mayor que el 
perfil conservador que se tomó con anterioridad. 
Debido a que el tamaño de los diámetros que forman el hombro está acorde con los 
elementos que se están utilizando, no sería necesario realizar un cambio en la 
configuración geométrica de esa sección en análisis. 
d) Cálculo del factor de seguridad del análisis de falla por fatiga en C 
Si se aplica el mismo procedimiento de diseño: 
𝑴𝒇𝑪 = 4.68298 𝑁.𝑚   (166)  
𝑻𝑪 = 82.3979𝑁.𝑚   (167)  
Con valores geométricos  r = 2mm, dC = 25.4mm,DC = 33.802mm,
r
dC
≅ 0.1 y r ≅
0.1" Considerando el material acero templado y estirado y sometido a flexión y torsión, 
se obtienen los factores de concentración de esfuerzos. 
 
 
Figura 114: Gráficas de sensibilidad a la muesca para esfuerzos de cargas axiales inversas 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Según las gráficas de la Figuras 114 y 115 se obtienen los valores q y qcortante. 
q = 0.79   (168) 
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qcortante = 0.99   (169) 
D
d
= 1.3308   (170) 
 
 
Figura 115: Gráficas del factor de sensibilidad a la muesca para concentración de esfuerzos de cargas 
torsionales inversas 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
 
Figura 116: Factor de concentración de esfuerzos para cargas de flexión 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
 
Figura 117: Factor de concentración de esfuerzos para cargas de torsión 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
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Según las Figuras 116 y 117 se obtienes los factores Kt y Kts. 
𝐾𝑡 = 1.63   (171) 
𝐾𝑡𝑠 = 1.43   (172) 
Por tanto los valores de los factores de concentración de esfuerzos en análisis por fatiga 
son: 
𝐾𝑓 = 1 + 0.79. (1.63 − 1) = 1.4977   (173) 
𝐾𝑓𝑠 = 1 + 0.99. (1.43 − 1) = 1.4257   (174) 
Cálculo del límite de falla por fatiga: 




′ = 37.71 𝑘𝑝𝑠𝑖  (175) 
 Cálculo de 𝐊𝐚 
Acabado superficial y Maquinado 
𝐾𝑎 = (4.51). 520
−0.265 = 0.86  (176) 
 Cálculo de 𝐊𝐛 
𝐾𝑏 = (0.879). 1
−0.107 = 0.879  (177) 
 Cálculo de 𝐊𝐜 
𝐾𝑐 = 1   (178) 
 Cálculo de 𝐊𝐝 
𝐾𝑑 = 1   (179) 
 Cálculo de 𝐊𝐞 
𝐾𝑒 = 0.814   (180) 
 Cálculo de 𝐊𝐟 
𝐾𝑓 = 1   (181) 
 Cálculo de 𝑺𝒆 
𝑆𝑒 = (0.86). (0.879). (0.814). (37.71) = 23.20416 𝑘𝑝𝑠𝑖   (182) 















= 4.359723 𝑀𝑝𝑎 (183) 
𝜎𝑚







(16). (1.4257). (82.3979 )
𝜋. (0.0254)3
= 63.2392173 𝑀𝑝𝑎  (184) 



















𝑛 = 6.717525  (185)  
Lo que indica que hay un factor de seguridad muy grande en la sección C, del cual no hay 
de qué preocuparse por una posible falla por fatiga. 
Debido a que ya no hay más secciones más críticas respecto a las que ya se analizó damos 
por finalizado el diseño del eje delantero para así dar paso al diseño del sistema de 
transmisión de potencia. 
4.8.6. Diseño del Sistema de transmisión de Potencia 
En el diseño del sistema de transmisión de potencia, se sigue el siguiente procedimiento 
integral de los distintos elementos mecánicos que participan en este sistema: 
1. Especificación del problema, requisitos de potencia y par de torsión. 
2. Especificación de los engranajes 
3. Diseño del Árbol de transmisión 
4. Análisis de Fuerzas y carga Mecánica 
5. Selección del material del árbol de transmisión 
6. Diseño del árbol de transmisión para análisis de falla estática o de 
fatiga 
7. Selección de cojinetes 
8. Selección de cuñas y anillos de retención 
9. Análisis final 
Se inicia el detalle de los puntos mencionados para proceder al análisis y sustentación de 
la construcción del sistema de transmisión de potencia. 
4.8.6.1. Especificación del problema, requisitos de potencia y par de torsión 
En la Figura 118 se observa las gráficas de comportamiento de los distintos parámetros 
que rigen el comportamiento integral del motor Ampflow. 
Con los valores obtenidos de las distintas gráficas mostradas en la Figura 118 se obtiene 
los requisitos de potencia y par en el funcionamiento en que se requiera la potencia 










Figura 118: Gráfica de comportamiento de los parámetros del motor ampflow en función del torque 
Fuente: http://www.robotmarketplace.com/products/ampflow_main.html 
 
Se observa que la potencia máxima entregada por el motor es 1hp, es decir esto sucede a 
aproximadamente la mitad del valor del torque máximo. 
Indicaciones de diseño: 
 Vida infinita al eje. 
 10 cm de eje extendido fuera de la caja de cambio. 
 Dimensiones máximas: 
𝐿𝑥,𝑚á𝑥 = 17 𝑐𝑚 
𝐿𝑦,𝑚á𝑥 = 21 𝑐𝑚 
ℎ𝑚á𝑥 = 14 𝑐𝑚 
𝑦𝑚á𝑥 = 7.3325 𝑐𝑚 
 Requisitos de potencia y par: 







= 339,2374 𝑅𝑃𝑀 (186) 
170 𝑅𝑃𝑀 < 𝜔𝑜 < 180 𝑅𝑃𝑀 








 𝑅𝑃𝑀 = 169,6187 𝑅𝑃𝑀 (188) 
 Número mínimo de dientes: 16 dientes. 
𝑁1 = 16 𝑑𝑖𝑒𝑛𝑡𝑒𝑠  (189) 
𝑁2 = (16). (2)𝑑𝑖𝑒𝑛𝑡𝑒𝑠 = 32 𝑑𝑖𝑒𝑛𝑡𝑒𝑠  (190) 
𝑇𝑖 = 21 𝑁.𝑚  (191)  
𝑇𝑜 = 42 𝑁.𝑚 (192) 
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a) Cálculo del paso diametral 

















1 + 𝑁1 + 𝑁2
𝐿𝑥 − ℎ𝑜𝑙𝑔𝑢𝑟𝑎𝑠
  (193) 






















 (196)  














= 3.556 𝑝𝑢𝑙𝑔 = 9.031111 𝑐𝑚  (199) 
𝜔1 = 339,2374 𝑅𝑃𝑀 (200) 












= 209.0121 𝑙𝑏𝑓 (201)  
Comenzamos con el engranaje conductor, ya que es de menor tamaño  y es sometido a la 
misma carga que el otro engranaje. 
4.8.6.2. Diseño del engranaje piñón 
a) Procedimiento de diseño por falla al desgaste y esfuerzo de contacto cíclico 
(Método AGMA) (Budynas & Nisbett, Análisis de Flexión y Desgaste de 
Engranajes Rectos, 2008) 
El esfuerzo de contacto permisible, como resistencia a la picadura está dado por las 








𝜎𝑐. 𝐾𝑇 . 𝐾𝑅
 (204) 
𝜎𝑐 = 𝐶𝑝 (𝑊










= 2    (206) 
Dónde: 
𝜎𝑐,𝑝𝑒𝑟𝑚𝑖𝑠𝑖𝑏𝑙𝑒 : Es la resistencia a la picadura admisible 
𝑆𝑐 : Resistencia a la fatiga superficial 
𝑍𝑛 : Factor de ciclos de esfuerzo de resistencia a la picadura 
𝐶𝐻: Factor de relación de dureza 
𝑆𝐻 : Factor de seguridad de dureza. 
𝐾𝑇 : Factor de temperatura. 
𝐾𝑅 : Factor de confiabilidad. 
𝐶𝑝 : Coeficiente elástico 
𝑊𝑡 : Carga tangencial transmitida 
𝐾𝑜 : Factor de sobrecarga 
𝐾𝑣 : Factor dinámico 
𝐾𝑠 : Factor de tamaño 
𝐾𝑚 : Factor de distribución de la carga 
𝐶𝑓 : Factor de condición superficial 
𝑑𝑝 : Diámetro de paso del piñón 
𝐹 : Ancho de la cara del elemento más angosto 
𝐼 : Factor geométrico de resistencia a la picadura 
𝑚𝐺 : Relación del número de dientes entre el piñón y el engranaje conducido 
 Cálculo del factor geométrico de resistencia a la picadura 
El factor geométrico de resistencia a la picadura está determinado por la siguiente 
fórmula:  
𝐼 =










= 0.1071312   (202) 
 Cálculo del factor dinámico 𝐊𝐕 
Eligiendo un factor de calidad QV = 7 
𝐴 = 50 + 56. (1 − 𝐵)  (203) 
𝐵 = 0.25. (12 − 𝑄𝑉)
2/3 = (0.25). (12 − 7)
2
3 = 0.7310044  (204) 






= 1.192527  (206) 







= 1.396263 𝑝𝑢𝑙𝑔 = 3.5465𝑐𝑚 (207) 
Escogemos F = 1.5 pulgadas  
 Cálculo del Factor de Concentración o distribución de la carga 𝐊𝐦 
𝐾𝑚 = 𝐶𝑚𝑓 = 1 + 𝐶𝑚𝑐. (𝐶𝑝𝑓. 𝐶𝑝𝑚 + 𝐶𝑚𝑎 . 𝐶𝑒)  (208) 




− 0.0375 + (0.0125). 𝐹 =  0.046875 + 0.01875 = 0.065625 




Considerando que no es un engranaje ajustado ni se ha mejorado la compatibilidad por 
lapeado, Ce = 1 
𝐶𝑚𝑎 = 𝐴 + 𝐵. 𝐹 + 𝐶. 𝐹
2  (209) 





Figura 119: Constantes empíricas A, B y C para la ecuación de distribución de carga 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Considerando la condición de que proviene de  una Unidad comercial cerrada: 
𝐶𝑚𝑎 = 0,150480 
𝐾𝑚 = 𝐶𝑚𝑓 = 1 + 1. (0.065625. (1.1) + 0.150480. (1)) 
𝐾𝑚 = 1,222678           (210) 
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 Cálculo del Coeficiente elástico 
Para los dos engranajes, ambos fabricados de acero, según la Figura 120 el valor de Cp : 










Figura 120: Valores del coeficiente elástico dependiendo del material del piñón 
Fuente:  Diseño en Ingeniería Mecánica, Shigley 
 
 Cálculo del factor de sobrecarga 
Debido a que no se tiene variaciones en el valor de la carga torsional al cual se encuentra 
sometido el engranaje y por tanto no hay un exceso de carga tangencial nominal que 
sobrecargue al piñón entonces se procede a considerar: 
𝐾𝑜 = 1        (212) 
 Cálculo del factor de condición Superficial 
El factor de condición superficial es debido a muchos factores entre ellos tenemos los 
siguientes: 
A. Acabado superficial, ya que se ve afectado por los procesos de manufactura: corte, 
cepillado, lapeado, esmerilado, granallado, etc. 
B. Esfuerzos residuales 
C. Efectos plásticos ( endurecimiento por trabajo) 
Debido a que no se tiene condiciones superficiales estándar para los dientes de los 
engranajes y como se ha visto que no se tiene un efecto perjudicial en el acabado 
superficial en el proceso de fabricación del engranaje entonces se considera el valor del 
factor de condición superficial: 
𝐶𝑓 = 1  (213) 
 Cálculo del factor de tamaño 
El factor de tamaño refleja la falta de uniformidad de las propiedades mecánicas del 
material en todo el elemento mecánico, el factor de tamaño depende en sí de lo siguiente: 
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A. Tamaño del diente 
B. Diámetro de la pieza 
C. Relación del tamaño del diente con el diámetro de la pieza 
D. Ancho de la cara 
E. Área del patrón de esfuerzo 
F. Relación de la profundidad de la superficie con el tamaño del diente 
G. Templabilidad y tratamiento térmico 
Aunque no se ha establecido factores estándares de tamaños de dientes para los casos en 
donde se tenga un efecto perjudicial, entonces AGMA sugiere un factor de tamaño mayor 
que la unidad en caso haya efectos perjudiciales.  
La ecuación 220 verifica el daño perjudicial que pueda haber debido a las condiciones 
geométricas por el cual se diseñó el engranaje (N=16 dientes, Y=0.296, Ver Figura 121), 
en este caso de ser menor que la unidad se establece el factor de tamaño igual a uno. 
 
 
Figura 121: Valores del factor geométrico usado para obtener el factor del tamaño 












= 1.0483  (214) 
 Cálculo del esfuerzo de contacto resistente a la picadura 
𝜎𝑐 = 𝐶𝑝 (𝑊





  (215) 








𝜎𝑐 = 76.9133 𝐾𝑝𝑠𝑖  (216)  
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 Cálculo del esfuerzo de contacto entre engranajes permisible 
𝜎𝑐,𝑝𝑒𝑟𝑚𝑖𝑠𝑖𝑏𝑙𝑒 =
𝑆𝑐. 𝑍𝑛. 𝐶𝐻
𝑆𝐻. 𝐾𝑇 . 𝐾𝑅
  (217) 
𝑆𝐻 =
𝑆𝑐. 𝑍𝑛. 𝐶𝐻
𝜎𝑐. 𝐾𝑇 . 𝐾𝑅
  (218) 
 Cálculo de la cantidad de ciclos y del factor de ciclos de esfuerzos de contacto 
𝐙𝐧 
𝐿𝑛 = (𝑇𝑖𝑒𝑚𝑝𝑜 𝑑𝑒 𝑜𝑝𝑒𝑟𝑎𝑐𝑖ó𝑛 𝑒𝑛 ℎ𝑜𝑟𝑎𝑠). (60
𝑚𝑖𝑛
ℎ
) . (𝑤𝑜𝑝𝑒𝑟𝑎𝑐𝑖ó𝑛)  (219) 











Figura 122: Gráfica del factor de ciclos de esfuerzos 𝒁𝒏 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Según la gráfica mostrada en la Figura 122, el valor del factor de ciclos de esfuerzos para 
un análisis de resistencia al contacto superficial entre engranajes tiene un valor próximo 
a 0.88: 
𝑍𝑛 = 0.88 (221) 
 Cálculo del factor temperatura 𝐊𝐓 
Debido a que las temperaturas del disco del engrane es menor que 120˚C, entonces se 
establece: 
𝐾𝑇 = 1  (222) 
 Cálculo de la relación del factor de dureza 𝐂𝐇 
El valor del factor de dureza depende de la relación de durezas en unidades Brinell que 
hay entre la dureza del piñón y la dureza de la corona, como es sabido debido a que el 
piñón por lo general es más pequeño que la corona, entonces este es sometido a una mayor 
cantidad de ciclos de esfuerzos de contacto. En conclusión es importante saber qué 
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relación hay entre las durezas de ambos. En caso de que ambos se endurezcan 
completamente, se obtiene una mejor resistencia uniforme si el piñón se endurece un poco 
más que la corona. Matemáticamente el factor de relación de dureza está determinado por 
la siguiente ecuación: 
CH = 1 + A
′(mG − 1.0)  (223) 
Donde mG, es la relación de velocidades entre engranajes y A
′: 
A′ = (8.98). (10−3).
HBP
HBG






HBP: Dureza Brinell del piñón 
HBG: Dureza Brinell de la corona 
La Figura 123 representa el comportamiento del factor de relación de dureza  determinado 
por la ecuación anterior. 
 
 
Figura 123: Gráfica del factor de relación de dureza  
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Debido a que ambos elementos mecánicos han sido endurecidos con el mismo 
procedimiento de manufactura, por tanto se establece 
HBP
HBG
< 1.2, para el cual el factor de 
relación de dureza para el engranaje tendría un valor de: 
𝑪𝑯 = 1  (225) 
 Cálculo del factor de confiabilidad 
El valor del factor de confiabilidad se encarga de tomar en cuenta la distribución 
estadística de la falla mecánica por fatiga en los ciclos trabajo del engranaje. 
El procedimiento  seguido por AGMA, tiene un factor de confiabilidad del 99%. 
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La Figura 124, muestra la relación que hay entre el porcentaje de confiabilidad de tener 
una falla mecánica por fatiga con el factor de confiabilidad introducido en la ecuación del 
cálculo del esfuerzo de contacto permisible. 
 
 
Figura 124: Valores del factor de confiabilidad en función del porcentaje de confiabilidad de operación 
Fuente:  Diseño en Ingeniería Mecánica, Shigley 
 
 Se observa que la relación no es proporcional, por tanto aplicando correlación del tipo 
logarítmica, se obtiene el siguiente comportamiento: 
𝑲𝑹 = 0.658 − (0.0759). ln(1 − 𝑅) ;  0.5 < 𝑅 < 0.99 
𝑲𝑹 = 0.5 − (0.0109). ln(1 − 𝑅) ; 0.99 < 𝑅 < 0.9999 
Donde R, es el grado de confiabilidad. 
Debido a que se toma el procedimiento estándar por defecto AGMA, entonces se tiene 
una confiabilidad del 99% y factor de confiabilidad de: 
𝑲𝑹 = 1      (226) 
 Cálculo del esfuerzo de contacto permisible, factor de seguridad a la falla 
superficial y el factor de seguridad a la fatiga superficial 
𝜎𝑐,𝑝𝑒𝑟𝑚𝑖𝑠𝑖𝑏𝑙𝑒 =
𝑆𝑐. 𝑍𝑛. 𝐶𝐻
𝑆𝐻. 𝐾𝑇 . 𝐾𝑅
  (227) 







  (228) 




𝜎𝑐. 𝐾𝑇 . 𝐾𝑅




  (230) 
Por tanto tendríamos el valor de la resistencia a la falla por fatiga al esfuerzo de contacto 





  (231) 





= 131.1022135 𝐾𝑝𝑠𝑖 (232) 
Según la Figura 125 se observa que el procedimiento de endurecimiento justo y necesario 
para un buen funcionamiento del engranaje es un Nitrurado completamente endurecido a 
83.5 HR15N, con grado 1 AGMA, el cual da un valor de 𝑆𝑐 = 150 𝑘𝑝𝑠𝑖. 
 
 
Figura 125:Resistencia al esfuerzo de contacto superficial clasificados en función al número de grados 
AGMA con confiabilidad 0.99 y 107 ciclos 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Para encontrar el factor de seguridad necesario para el diseño con un SH = 1 se obtiene 










= 1.716  (233) 
b) Procedimiento de diseño por falla a la flexión 
Para el análisis de falla por flexión del engranaje piñón, solo algunos parámetros cambian 
respecto al procedimiento de falla por esfuerzo de contacto cíclico superficial, de los 
cuales se encuentran en las siguientes ecuaciones: 
𝜎𝑓,𝑝𝑒𝑟𝑚𝑖𝑠𝑖𝑏𝑙𝑒 =
𝑆𝑡. 𝑌𝑛
𝑆𝐹 . 𝐾𝑇 . 𝐾𝑅
  (234) 
𝑆𝐹 =
𝑆𝑡. 𝑌𝑛
𝜎𝑓 . 𝐾𝑇 . 𝐾𝑅
  (235) 
𝜎𝑓 = 𝑊





  (236) 
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En este caso los únicos parámetros diferentes a calcular en esta sección son: 
Yn: Factor de ciclos de esfuerzos de resistencia a la flexión 
St: Resistencia a la falla por flexión AGMA 
SF: Factor de seguridad a la falla por flexión 
KB: Factor de espesor de aro 
J: Factor geométrico de resistencia a la Flexión 
 Cálculo del Factor geométrico de resistencia a la Flexión 
El procedimiento AGMA emplea un valor modificado para el factor geométrico de 
resistencia a la Flexión que no es obtenido por la teoría de Lewis, esta modificación se 
debe al factor de concentración de esfuerzo por fatiga Kf y una relación de repartición de 















Figura 126:Factor geométrico de resistencia a la flexión 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Según la Figura 126 se puede observar los valores que puede tomar el factor geométrico 
en función del número de dientes del engranaje al cual se busca su factor geométrico 
resistente a la flexión, en este caso el número de dientes es 16, para este valor el factor 
geométrico es: 
𝐽 = 0.27  (238) 
 Cálculo del Factor de espesor de aro 
El factor de espesor de aro es necesario considerar, para evitar una posible falla debido a 
que el espesor no sea suficiente para resistir la flexión en el entalle de la raíz del diente 
del engranaje. De esta manera el factor de espesor de aro hace su respectivo ajuste para 
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aquellos engranajes que tienen un aro delgado y que posiblemente ocurra una falla debido 
a esto. El factor de espesor del aro está determinado por la siguiente ecuación: 
𝐾𝐵 = 1.6. (ln
2.242
𝑚𝐵
) , cuando 𝑚𝐵 < 1.2 
𝐾𝐵 = 1 , cuando 𝑚𝐵 > 1.2 
Dónde: 
𝑚𝐵 = 𝑡𝑅/ℎ𝑡   (239) 
mB: Es la relación de apoyo 
tR: Es el espesor del aro 
 ht: Es la altura del diente 
 
 
Figura 127:Gráfica Factor espesor de aro vs relación de apoyo 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Considerando el diámetro interno  igual a 37 mm y el agujero un diámetro de 19 mm, 
entonces el valor de tR es: 
𝑡𝑅 = 9 𝑚𝑚  (240) 




= 6.2 𝑚𝑚  (241) 
Reemplazando (246) y (247) en (245): 
𝑚𝐵 = 1.452  (242) 
Debido a que mB > 1.2, entonces KB = 1. 
 Cálculo del esfuerzo de contacto resistente a la flexión 
𝜎𝑓 = 𝑊





  (243) 







𝜎𝑓 = 7099.45187 𝑝𝑠𝑖  (244) 
 Cálculo del factor de ciclos de esfuerzo a la flexión 𝐘𝐧 
De la Ecuación 226 se obtuvo la cantidad de ciclos de trabajo para lo cual se somete el 
elemento mecánico: 
𝐿1 = (4500). (60). (339.2374 ) =  9.1594098 𝑥 10
7 
De la Figura 128, se obtiene el valor del factor de ciclos de esfuerzo a la flexión, en este 
caso se tiene: 
𝑌𝑛 = 0.93  (245) 
Una vez obtenido los valores los tres principales factores que faltaban para la aplicación 
de las ecuaciones AGMA, se procede a calcular el factor de seguridad de falla a la flexión. 
 
 
Figura 128:Gráfica del factor de ciclos de esfuerzo a la flexión 𝒀𝒏   
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
 Cálculo del esfuerzo de flexión permisible, resistencia a la falla por flexión y 
el factor de seguridad de la falla a la flexión 
𝜎𝑓,𝑝𝑒𝑟𝑚𝑖𝑠𝑖𝑏𝑙𝑒 =
𝑆𝑡. 𝑌𝑛
𝑆𝐹 . 𝐾𝑇 . 𝐾𝑅
  (246) 
Reemplazando los valores obtenidos anteriormente y asignando el valor de 1 a SF, debido 




= 𝑆𝑡. (0.93) 










      (247) 




= 11.4507282 𝐾𝑝𝑠𝑖  (248) 
 
 
Figura 129:Comportamiento de la resistencia a la flexión en función del valor de dureza del núcleo 
Fuente:  Diseño en Ingeniería Mecánica, Shigley 
 
Para hacer una estimación de la resistencia a la falla por flexión se observan el tipo de 




Figura 130:Resistencia al esfuerzo a la flexión clasificados en función al número de grados AGMA con 
confiabilidad 0.99 y 107 ciclos 
Fuente:  Diseño en Ingeniería Mecánica, Shigley 
 
147 
Debido a que el procedimiento de endurecimiento del engranaje es Nitrurado (aceros 
endurecidos completamente, Ver Figura 130), se debe evaluar el comportamiento de la 
resistencia a la flexión mostrado en la Figura 129. 
Para el grado 1: 
𝑆𝑡 = 82,3. 𝐻𝐵 + 12 150 𝑝𝑠𝑖  (249) 
 
 
Figura 131:Valores de dureza para el acero sometido a distintos métodos de endurecimiento 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 














Según la Figura 131, considerando que se ha usado un acero del tipo Nitralloy 135, la 
dureza Rockwell C del núcleo oscila entre los valores de 30 a 35. 
Según la Tabla 14 para un acero Nitralloy 135 con dureza de núcleo igual a 30 escala 
Rockwell C, se tiene una dureza de 285 en escala Brinell. 
Reemplazando en la ecuación se tiene: 





2.50 601 640 - 57.0 - - -
2.55 578 615 - 56.0 - - -
2.60 555 591 120 54.5 - - -
2.65 534 569 119 53.5 - - -
2.70 514 547 119 52.0 - - -
2.75 495 528 117 51.0 - - -
2.80 477 508 117 49.5 - - -
2.85 461 491 116 48.5 101 160 1569
2.90 444 474 115 47.0 98 155 1520
2.95 429 455 115 45.5 95 150 1471
3.00 415 440 114 44.5 92 145 1422
3.05 401 425 113 43.0 88 139 1363
3.10 388 410 112 42.0 85 134 1314
3.15 375 396 112 40.5 82 129 1265
3.20 363 383 110 39.0 80 126 1236
3.25 352 372 110 38.0 77 121 1187
3.30 341 360 109 36.5 75 118 1157
3.35 331 350 109 35.5 73 114 1118
3.40 321 339 108 34.5 71 111 1089
3.45 311 328 108 33.0 68 107 1049
3.50 302 319 107 32.0 66 104 1020
3.55 293 309 106 31.0 64 101 990
3.60 285 301 105 30.0 63 99 971
3.65 277 292 104 29.0 61 96 941

















Con esta resistencia a la falla por flexión, es suficiente para los requerimientos de diseño 
del engranaje piñón. 
 Calculo del factor  de seguridad 
𝜎𝑓,𝑝𝑒𝑟𝑚𝑖𝑠𝑖𝑏𝑙𝑒 = (35.6055 𝐾𝑝𝑠𝑖). (0.93) = 33.113115 𝐾𝑝𝑠𝑖 (251) 








De este análisis, concluimos que para el tipo de trabajo mecánico a la cual se somete el 
engranaje piñón es más probable que falle por condición superficial y picadura que por 
flexión. 
4.8.6.3. Diseño del engranaje Corona 
Debido a que el procedimiento para la fabricación de la corona es igual a la del piñón, 
entonces los parámetros obtenidos para el procedimiento de diseño del piñón son los 
mismos, a excepción del factor geométrico de resistencia a la flexión, factor de ciclos de 
esfuerzos de resistencia a la flexión, factor de ciclos de esfuerzos de resistencia a la falla 
superficial. 
a) Cálculo del factor geométrico de resistencia a la flexión (J), factor de ciclos 
de esfuerzos de resistencia a la flexión (𝐘𝐧) y factor de ciclos de esfuerzo de 
resistencia superficial (𝐙𝐧) 
 Cálculo de J 
Tomando en cuenta la Figura 126, se puede observar los valores que puede tomar el factor 
geométrico en función del número de dientes del engranaje al cual se busca su factor 
geométrico resistente a la flexión, en este caso el número de dientes es 32, para este valor 
el factor geométrico es: 
𝐽 = 0.36      (253) 
 Cálculo de 𝐘𝐧 
Cantidad de ciclos de esfuerzo de contacto:  
𝐿𝑛 = (𝑇𝑖𝑒𝑚𝑝𝑜 𝑑𝑒 𝑜𝑝𝑒𝑟𝑎𝑐𝑖ó𝑛). (60
𝑚𝑖𝑛
ℎ
) . (𝑤𝑜𝑝𝑒𝑟𝑎𝑐𝑖ó𝑛) 
𝐿2 = (4500). (60). (169,6187) =  4,5797049 𝑥 10
7 
Tomando en cuenta la Figura 128, se obtiene un valor de: 
𝑌𝑛 = 0.98 
 Cálculo de 𝐙𝐧 
Cantidad de ciclos de esfuerzo de contacto  
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𝐿𝑛 = (𝑇𝑖𝑒𝑚𝑝𝑜 𝑑𝑒 𝑜𝑝𝑒𝑟𝑎𝑐𝑖ó𝑛). (60
𝑚𝑖𝑛
ℎ
) . (𝑤𝑜𝑝𝑒𝑟𝑎𝑐𝑖ó𝑛) 
𝐿2 = (4500). (60). (169,6187) =  4,5797049 𝑥 10
7 
Tomando en cuenta la Figura 122, se obtiene un valor de: 
𝑍𝑛 = 1 
 Cálculo del esfuerzo de flexión y contacto permisible 
𝜎𝑐,𝑝𝑒𝑟𝑚𝑖𝑠𝑖𝑏𝑙𝑒 =
𝑆𝑐 . 𝑍𝑛. 𝐶𝐻















𝜎𝑐 = 𝐶𝑝 (𝑊






 Cálculo de los esfuerzos de contacto y de flexión 
𝜎𝑐






𝜎𝑐 = 54.385915 𝐾𝑝𝑠𝑖 
𝜎𝑓 = 𝑊












𝜎𝑓 = 5.325928 𝐾𝑝𝑠𝑖  (254) 
Considerando los valores de las resistencias al esfuerzo de flexión y a la falla por esfuerzo 
de contacto con el mismo valor con el que se analizó en el piñón se tiene: 
𝑆𝑐 = 150 𝑘𝑝𝑠𝑖  (255) 
𝑆𝑡 = 35,6055 𝑘𝑝𝑠𝑖  (256) 
















4.8.6.4. Diseño del árbol de transmisión de Potencia 
Una vez diseñado y demostrado el buen funcionamiento de los engranajes involucrados 
en el sistema de transmisión de potencia, se procede a realizar el análisis y diseño del 
árbol de transmisión de potencia. 
Para poder realizar el análisis de carga y esfuerzos y seleccionar los criterios de falla 
respectivos es necesario tener las distancias axiales de los distintos componentes con el 
que interactúa el árbol de transmisión de potencia. 
a) Esquema del diseño del árbol de transmisión de potencia 
A continuación se observa las distancias axiales, donde se encuentran los distintos 




Figura 132:Diagrama de disposición de elementos del sistema de transmisión de potencia 
Fuente: Elaboración Propia 
 
 
Figura 133: Longitudes de cada sección escalonada del eje 
Fuente: Elaboración Propia 
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La Figura 132 muestra la disposición de elementos mecánicos con sus respectivas 
distancias axiales y la Figura 133 las longitudes axiales de cada sección escalonada del 
árbol. Con esta información es suficiente para poder realizar el análisis de fuerzas a la 
que es sometido el árbol de transmisión de potencia, sin antes tener unas consideraciones 
que tomar en cuenta sobre el efecto carga radial que transmite el engranaje al eje. 
b) Consideraciones Previas 
Debido al componente radial que ejerce la fuerza que transmite el engranaje al eje, por 
ley de netwon sabemos que debe ser haber una reacción con el mismo valor en magnitud 










Figura 134: Diagrama de cuerpo libre del sistema de locomoción del robot ganymede 
Fuente: Elaboración Propia 
 
En Figura 134 se muestra el diagrama de cuerpo libre del sistema de locomoción del 
robot, aplicando las ecuaciones de equilibrio mecánico se establece lo siguiente: 





𝑅𝑡 + 𝑅𝑑 = 𝑁 
Considerando la simetría de los dos lados laterales del sistema robótico, entonces las 
fuerzas normales en ambos lados son iguales a la mitad del peso total y se encuentran en 
el mismo plano de acción que en el que se encuentra la fuerza de gravedad, por lo tanto 
las tres fuerzas Rt, Rd y N, se encuentran en equilibrio estático. Debido a esto no se le 
considerará en la ecuación de momentos ya que la suma de estos daría igual a 0. 






𝐹𝑘 + 𝑅2 = 𝑅1 
Sumatoria de momentos respecto al eje que coincide axialmente con el árbol de 





𝑀1 = 𝑀2 + 𝐹𝑘. ℎ 
A partir de estas dos ecuaciones, debido a que se tiene muy poca información de estas se 
toma la siguiente suposición: 
 Se considera que la mayor tracción se encuentra en las ruedas traseras y por lo 
tanto se puede considerar: 
𝐹𝑘 = 𝑅1 
𝑅2 = 0 
Para obtener los demás valores ha de calcularse el valor de la Fk, según la Figura 135. 
 
 
Figura 135: Fuerzas de fricción para distintos tipos de superficies 
Fuente: https://es.slideshare.net/deibyrequenamarcelo/expocion-tecnologia  
 
𝐹𝑘 = 𝜇𝑘 . 𝑁 = (260.4261). (0.7) = 𝑅1 = 182.2983 N  (257) 
𝑀1 = 𝑀2 + (182.2983). (0.11 ) = 𝑀2 + 20.052813 N   (258) 
De esta relación concluimos que el valor de M2 será máximo solo en el caso en que el 
valor de la fuerza de rozamiento sea mínimo y es en este caso donde el torque se 
transmitirá completamente al eje delantero, tal como se mencionó  en el proceso de diseño 
mecánico del mismo. 
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c) Análisis de Fuerzas 
A continuación en la Figura 136 se muestra el diagrama de cuerpo libre del árbol de 
transmisión de potencia y cada uno de los valores de las distancias axiales en las que se 
tiene la disposición de los elementos mecánicos que participan en el sistema de 
transmisión de potencia. 
El material elegido será el acero 1020 y contiene las mismas propiedades mecánicas que 









Figura 136: Diagrama de cuerpo libre del árbol de transmisión de potencia 
Fuente: Elaboración Propia 
 
Considerando distribución de la carga uniforme en cada elemento mecánico que 
interactúa con el árbol, se puede determinar las siguientes distancias de acuerdo a los 
puntos de aplicación de las fuerzas equivalentes: 
x1 = 27.5 mm 
x2 = 57.43 mm 
x3 = 89.97 mm 
x4 = 129.59 mm 
Del análisis estático inicial que se hizo en función al peso de todo el sistema robótico se 
tiene que: 
Raz = Rt = 167.7933 N 
Plantendo ecuaciones de equilibrio 





𝑅𝑎𝑧 + 𝑅𝑐𝑧 = 𝑅𝑏𝑧 +𝑊𝑡 
167.7933 𝑁 = 𝑅𝑏𝑧 + (929.67832). cos 20˚ − 𝑅𝑐𝑧 
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𝑅𝑎𝑧(𝑥2 + 𝑥3) = 𝑅𝑏𝑧. (𝑥3) + 𝑅𝑐𝑧 . (𝑥4) 
𝑅𝑏𝑧 . (89.97) + 𝑅𝑐𝑧 . (129.59) = 167.7933(147.4) 
𝑅𝑏𝑧 + 𝑅𝑐𝑧 . (1.440369) = 274.899771 
𝑅𝑐𝑧 = 401.872967 𝑁   (260) 
𝑅𝑏𝑧 = −303.9455927 𝑁   (261) 





𝑅𝑎𝑦 + 𝑅𝑐𝑦 + 𝑅𝑏𝑦 = 𝑊𝑟 
Por consideraciones previas se tiene: 
𝑅1 = 𝑅𝑎𝑦 = 182.2983 𝑁 
182.2983 + 𝑅𝑐𝑦 + 𝑅𝑏𝑦 = 929.67832. sin 20˚ = 317.9687 





𝑅𝑏𝑦. (57.43) + 𝑅𝑐𝑦. (276.99) = (317.9687). (147.4) 
𝑅𝑏𝑦 = −42.3084 𝑁   (262) 
𝑅𝑐𝑦 = 177.9788 𝑁   (263) 
Diagramas de Fuerza Cortante y Momento Flector 









Figura 137: Diagrama de cuerpo libre del árbol de transmisión de potencia en el plano XZ 










Figura 138: Diagrama de fuerza cortante del árbol de transmisión de potencia en el plano XZ 










Figura 139: Diagrama de momento flector del árbol de transmisión de potencia en el plano XZ 
Fuente: Elaboración Propia 
 Fuerza Cortante (Ver Figura 138)  





𝑉 = 167.793 𝑁 (264) 





𝑉 = 471.739 𝑁  (265) 






𝑉 = −401.87 𝑁  (266) 
 
 Momento Flector (Ver Figura 139) 





𝑀 = 167.793(𝑥 − 27.5) 𝑁.𝑚𝑚  (267) 





𝑀 = 471.739(𝑥 − 84,93) + 9636.352 𝑁𝑚𝑚  (268) 





𝑀 = −401.87(𝑥 − 174.9) + 52078.71 𝑁𝑚𝑚  (269) 








Figura 140: Diagrama de cuerpo libre del árbol de transmisión de potencia en el plano XY 
Fuente: Elaboración Propia 
 
 Fuerza Cortante  (Ver Figura 141) 





𝑉 = 116.804 𝑁 (270) 






𝑉 = 74.496 𝑁 (271) 















Figura 141: Diagrama de fuerza cortante del árbol de transmisión de potencia en el plano XY 
Fuente: Elaboración Propia 
 
 Momento Flector (Ver Figura 142) 





𝑀 = 116.804 (𝑥 − 27.5)𝑁𝑚𝑚 (273) 





𝑀 = 74.496(𝑥 − 84.93) + 6708.054 𝑁𝑚𝑚 (274) 
















Figura 142: Diagrama de momento flector del árbol de transmisión de potencia en el plano XY 
Fuente: Elaboración Propia 
 









Figura 143: Diagrama del momento flector resultante  
Fuente: Elaboración Propia 
 
 Momento Flector 





𝑀 = 204.444773(𝑥 − 27.5)𝑁.𝑚𝑚    (276) 





𝑀 = √(74.496(𝑥 − 84.93) + 6708.054) 2 + (471.739(𝑥 − 84.93) + 9636.352)2 







= √(−401.87(𝑥 − 174.9) + 52078.71) 2 + (−103.48(𝑥 − 174.9) + 13410.423 )2 
d) Análisis del Par de Torsión 
 Cálculo del par de Torsión máximo en estado estático: 
Aplicando la ecuación de equilibrio mecánico para un sistema móvil que  se encuentra en 





𝑀𝑡 = 𝐹𝑠. ℎ = 𝑁. 𝜇𝑠. ℎ = (260.4261). (0.9). (0.11)Nm (277) 










Figura 144:Diagrama del par de torsión máximo del árbol de transmisión de potencia 
Fuente: Elaboración Propia 
 
 Cálculo del par de Torsión en estado de equilibrio cinético: 






𝑀𝑡 = 𝐹𝑘. ℎ = (182.2983). (0.11)N.m   (279) 











Figura 145:Diagrama del par de torsión nominal del árbol de transmisión de potencia 
Fuente: Elaboración Propia 
 
 Cálculo del par de Torsión en estado de Potencia máxima: 
Debido que el diagrama de cuerpo libre de la Figura 146 se ha hecho considerando que el 
motor entrega la potencia máxima al sistema de transmisión de potencia, es decir que la 
fuerza que es ejercida por el piñón es calculada con la potencia máxima entonces el par 
de torsión tiene un valor: 
𝑀𝑡 = (929.7321). (0.09031111)N.m = 41.98257 N.m     (281) 
 
 
Figura 146:Diagrama del par de torsión nominal del árbol de transmisión de potencia 
Fuente: Elaboración Propia 
 
Debido a que los análisis previos se han hecho el diseño tomando los escenarios más 
críticos, entonces el proceso de diseño del árbol de transmisión de potencia no será la 
excepción, para el caso de falla por carga estática y falla  a la fatiga se tomará el estado 
de potencia máxima entregada por el motor, es decir Mt = 41.98257 N.m, lo cual no es 
necesariamente el estado de torque máximo entregado por el motor, pero como este valor 
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es suficiente para la aplicación en que se desarrolló, se procederá el diseño en función a 
ello. 
e) Análisis  de esfuerzos y aplicación de las teorías de falla resultante de la carga 
estática 
Como se puede observar las zonas que son más probables en los que pueda haber una 
falla resultado de la carga estática  son las secciones D, E, F y G. 












     (284) 
 Cálculo de cargas en la Sección D 
Efectuando la ecuación del Momento Flector Resultante, el valor de la fuerza cortante 
máximo en D y la carga torsión uniforme a lo largo del eje se obtiene los siguientes 
valores para la carga total en la sección D (x = 114.98 mm): 
𝑴𝒇𝑫 = √(8,9466588) 2 + (23,81210895)2 = 25.43736 N.m (285) 
𝑽𝑫 = √74.496
2 + 471.7392 = 471.739 𝑁 (286) 
𝑻𝑫 = 41.98257 N.m (287) 
 
 
Figura 147:Diagrama de cargas en la sección D 
Fuente: Elaboración Propia 
 
 Cálculo de esfuerzos máximos en la sección D 
Se procede a realizar el análisis de los puntos en los se presentarían los mayores esfuerzos  
en la sección D: 
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El esfuerzo de compresión y tracción máximo se dará en el punto más alto y bajo de la 
sección de transversal es decir cuando  y = c = ±rD, Considerando un diámetro de 25.4 






𝜋 .  0.02543
= ±15.8118906 𝑀𝑝𝑎   (288) 
Respecto al esfuerzo cortante máximo, el valor será máximo en la línea neutra de la 
sección transversal D, en este caso en el plano neutro perpendicular a la fuerza resultante 








4 . (471.739) 
3. 0.00050669
= 1.24135504 𝑀𝑝𝑎  (289) 
En caso del esfuerzo de torsión, este será máximo en la capa circular que se encuentre 






𝜋 .  𝑑3
=
16 . (41.98257)  
𝜋 .  (0.0254)3
= 13.0482055 𝑀𝑝𝑎  (290) 
Como se puede observar las cargas con mayor valor son las del momento flector y par de 
torsión, debido a esto no se considerará el esfuerzo cortante resultado de la carga de fuerza 
cortante.  
Se analizan los puntos críticos E y F: 
Debido a que el esfuerzo cortante de torsión (τtD,max) es un esfuerzo sobresaliente en el 
sometimiento de carga del eje entonces necesariamente se debe hacer un análisis en el 
lugar geométrico ρA =  rA. Teniendo este lugar geométrico como referencia se tiene dos 
puntos de análisis de criticidad debido a la tracción y compresión en y = c = ±rA.  
 
 
Figura 148:Diagrama de esfuerzos en la sección D 
Fuente: Elaboración Propia 
 
Se observa en los puntos F y E, se tiene esfuerzo normal por compresión y tracción 
respectivamente y esfuerzo cortante debido solamente al par de torsión: 
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𝜎𝐷,𝑚𝑎𝑥 = ±15.8118906 𝑀𝑝𝑎  (291)  
𝜏𝑡𝐷,𝑚𝑎𝑥 = 13.0482055 𝑀𝑝𝑎  (292) 




Figura 149:Elemento de tensión en análisis en el punto F 
Fuente: Elaboración Propia 
 
Para un elemento de tensión donde el esfuerzo normal es el esfuerzo de tracción máximo: 
 
 
Figura 150:Elemento de tensión en análisis en el punto E 
Fuente: Elaboración Propia 
 
 Cálculo de esfuerzos principales en los puntos F y E de la sección D 
Para poder obtener los esfuerzos principales asociado al elemento tensional en los puntos 
m y p, se debe determinar el lugar geométrico propuesto por el círculo de Mohr con las 
siguientes ecuaciones: 















𝑅 = 𝜏𝑥𝑦,𝑚𝑎𝑥 = √232,759637
2
= 15,2564621 𝑀𝑝𝑎 (293)  
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Ecuación del círculo de Mohr: 
(𝜎 − 7,9059453)2 + 𝜏2 = 232,759637 
 Cálculo de esfuerzos principales 











𝜎1 = −7,3505168𝑀𝑝𝑎 (294) 
𝜎2 = 23,1624074𝑀𝑝𝑎 (295) 
 
 
Figura 151:Circulo de mohr del estado tensional del punto p 
Fuente: Elaboración Propia 
 
 Calculo del ángulo de esfuerzos principales 
Aplicando la fórmula: 




Del cual efectuando la fórmula anterior, se obtiene el ángulo θ: 




= 29,3941° + 69.4078° = 98.8019° 
 
 
Figura 152:Elemento de tensión con orientación de los esfuerzos de tracción máximo 
Fuente: Elaboración Propia 
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 Cálculo de esfuerzos máximos en la sección F 
𝑀𝑓𝐹 = 53.777127 N.m 
𝑉𝐹 = √74.496
2 + 471.7392 = 471.739 𝑁 






𝜋 .  0.0363








4 . ( 471.739) 
3. ( 0.0010178)






𝜋 .  𝑑3
=
16 . 41.98257  
𝜋 .  0.0363
= 4.5829428 𝑀𝑝𝑎 (299) 
Como se puede observar los valores de los esfuerzos con menores que en la sección D. 
Debido a este comportamiento nos damos cuenta que es más probable que haya falla 
debido al par de torsión y a una rigidez mínima de parte del árbol, en este caso se hace el 
análisis en la sección B. 
 Cálculo de esfuerzos máximos en la sección B 
𝑴𝒇𝑭 = 5.213341 N.m 
𝑽𝑭 = √116.804
2 + 167.7932 = 204.445 𝑁 






𝜋 .  0.0023
















𝜋 .  𝑑3
=
16 . 41.98257  
𝜋 .  0.0023
= 26.727722 𝑀𝑝𝑎 (303) 















𝑅 = 𝜏𝑥𝑦,𝑚𝑎𝑥 = √725.38697
2
= 26.9330 𝑀𝑝𝑎 (304) 
Ecuación del círculo de Mohr 
(𝜎 − 3.31901)2 + 𝜏2 = 725.38697 












𝜎1 = −23.61398 𝑀𝑝𝑎 (305) 
𝜎2 = 30.25201 𝑀𝑝𝑎 (306) 
Como se puede observar el árbol de transmisión de potencia es más probable que falle 
por carga de torsión, que por carga de flexión, de este resultado concluimos que el diseño 
debemos hacerlo en función a los valores obtenidos en la sección B. 
 Cálculo del factor de Seguridad 
Se procede a realizar el cálculo del factor de seguridad a partir del cálculo del esfuerzo 
de Von Mises: 
El esfuerzo de Von Mises está dado por la siguiente formula: 
𝜎′ = (𝜎1
2 − 𝜎1. 𝜎2 + 𝜎2
2)1/2 
Efectuando: 
𝜎′ = (23,613982 + 23,61398.30,25201 + 30,252012)1/2 
𝜎′ = 46.7672𝑀𝑝𝑎  (307)  








Este valor indica que el diseño se ha realizado con un factor de seguridad de 9.8359 el 
cual indica que el diseño es más que  suficiente para poder indicar que el material no 
fallará resultado de la  carga estática. 
Nota: El valor del factor de seguridad respecto al diseño por carga estática del eje 
delantero es menor en casi la mitad al obtenido en el árbol de transmisión de potencia 
debido a que el torque con el que se evaluó en el árbol de transmisión de potencia es la 
mitad con el que se evaluó el eje delantero, de haber aplicado el torque máximo del motor 
y considerando que su aporte a la carga tensional es mayor que la fuerza de flexión en el 






f) Análisis  de esfuerzos y aplicación de las teorías de falla debido a la Fatiga y 
carga variable 
Para el caso del análisis de falla por fatiga se seleccionan a los puntos D, E y F que es 
donde se procede a tener una mayor cantidad de concentración de esfuerzos debido a los 
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cambios bruscos en la configuración geométrica (ranuras para cuñas y anillos retención 
axial) 
 Análisis en el punto D 
𝑴𝒇𝑫 = 25.43736 N.m  (308) 
𝑻𝑫 = 41.98257 N.m  (309) 
Considerando el momento flector de componente completamente alternante y el par de 
torsión de componente completamente medio, entonces se puede establecer: 
𝑴𝒇𝑫,𝒂 = 25.43736 N.m  (310) 
𝑴𝒇𝑫,𝒎 = 0 N.m 
𝑻𝑫,𝒂 = 0 N.m 
𝑻𝑫,𝒎 = 41.98257 N.m  (311) 





𝑑 = 1′′ → 𝑟 ≅ 0,1′′ 
𝑑𝐶 = 25.4𝑚𝑚,𝐷𝐶 = 32 𝑚𝑚  (312) 
 Cálculo del límite de a la resistencia a la fatiga 
Según las  Figuras 114 y 115 se obtienen los valores de q y qcortante. 
𝑞 = 0.79 




Según las Figuras 116 y 117 se obtienes los factores Kt y Kts. 
𝐾𝑡 = 1.62 
𝐾𝑡𝑠 = 1.39 
𝐾𝑓 = 1 + (0.79). (1.62 − 1) = 1.4898 
𝐾𝑓𝑠 = 1 + (0.99). (1.39 − 1) = 1.3861 
Cálculo del límite de falla por fatiga: 




′ = 37.71 𝑘𝑝𝑠𝑖 (313) 
 Cálculo de 𝐊𝐚 
Acabado superficial y Maquinado 
𝐾𝑎 = (4.51). 520
−0.265 = 0.86 
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 Cálculo de 𝐊𝐛 
𝐾𝑏 = (0.879). 1
−0.107 = 0.879 
 Cálculo de 𝐊𝐜 
𝐾𝑐 = 1 
 Cálculo de 𝐊𝐝 
𝐾𝑑 = 1 
 Cálculo de 𝐊𝐞 
𝐾𝑒 = 0.814 
 Cálculo de 𝐊𝐟 
𝐾𝑓 = 1 
 Cálculo de 𝐒𝒆 
𝑆𝑒 = (0.86). (0.879). (0.814). (37.71) = 23.20416 𝑘𝑝𝑠𝑖  (314)  















= 23.68146854 𝑀𝑝𝑎 (315) 
𝜎𝑚








= 31.32607478 𝑀𝑝𝑎 (316) 



















𝑛 = 4.80161 
 Análisis en el punto E 
𝑴𝒇𝑬 = √(6.18838272 + 6.708054) 2 + (39.18735873 + 9.636352)2 
𝑴𝒇𝑬 = 50.49824 N.m (317) 
𝑻𝑬 = 41.98257 N.m (318) 
Considerando el momento flector de componente completamente alternante y el par de 
torsión de componente completamente medio, entonces se puede establecer: 
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𝑴𝒇𝑬,𝒂 = 50.49824 N.m (319) 
𝑴𝒇𝑬,𝒎 = 0 N.m 
𝑻𝑬,𝒂 = 0 N.m 
𝑻𝑬,𝒎 = 41.98257 N.m  (320) 
Para la ranura de un anillo de retención ANSI B27.7 M, teniendo en cuenta un diámetro 
del eje igual a 36mm, se tiene que el valor del radio en las esquinas de la ranura en el 
fondo es 0.3mm. 
𝑟
𝑑
= 0.0090225 → 𝑟 = 0.3𝑚𝑚 = 0.011811 𝑝𝑢𝑙𝑔 
𝑑 = 33.25 𝑚𝑚 (321) 
 Cálculo del límite de a la resistencia a la fatiga 
Según las tablas de la Figuras 114 y 115 se obtienen los valores de q y qcortante. 
𝑞 = 0.6 













Según las Figuras 153 y 154 se obtienes los factores Kt y Kts. 
𝐾𝑡 = 4.5 
𝐾𝑡𝑠 = 1.2 
𝐾𝑓 = 1 + (0.6). (4.5 − 1) = 3.1 
𝐾𝑓𝑠 = 1 + (0.9). (1.2 − 1) = 1.18 
 
 
Figura 153: Factor de concentración de esfuerzos 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
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Figura 154: Factor de concentración de esfuerzos 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
 Cálculo de 𝐒𝒆 




′ = 37.71 𝑘𝑝𝑠𝑖 (322) 
 Cálculo de 𝐊𝐚 
Acabado superficial y Maquinado 
𝐾𝑎 = (4.51). 520
−0.265 = 0.86 
 Cálculo de 𝐊𝐛 
𝐾𝑏 = (0.879). 1
−0.107 = 0.879 
 Cálculo de 𝐊𝐜 
𝐾𝑐 = 1 
 Cálculo de 𝐊𝐝 
𝐾𝑑 = 1 
 Cálculo de 𝐊𝐞 
𝐾𝑒 = 0.814 
 Cálculo de 𝐊𝐟 
𝐾𝑓 = 1 
𝑆𝑒 = (0,86). (0,879). (0,814). (37,71) = 23,20416 𝑘𝑝𝑠𝑖 (323)  
















= 43.37863693 𝑀𝑝𝑎 (324) 
𝜎𝑚








= 11,8882964 𝑀𝑝𝑎 (325) 



















𝑛 = 3,401355 
 Análisis en el punto F 
𝑀𝑓𝐹 = 53.177127 𝑁.𝑚 (326) 
𝑇𝐹 = 41.98257 𝑁.𝑚 (327) 
Considerando el momento flector de componente completamente alternante y el par de 
torsión de componente completamente medio, entonces se puede establecer: 
𝑀𝑓𝐹,𝑎 = 53.177127 𝑁.𝑚 (328) 
𝑀𝑓𝐹,𝑚 = 0 𝑁.𝑚 
𝑇𝐹,𝑎 = 0 𝑁.𝑚 
𝑇𝐹,𝑚 = 41.98257 𝑁.𝑚 (329) 
Se considera una relación de radios estándar en la parte baja del cuñero respecto al 
diámetro  de la misma sección transversal: 
𝑟
𝑑
= 0.02 → 𝑟 ≅ (0.02). (36) = 0.72 
𝑑 = 36 𝑚𝑚 
 Cálculo del límite de a la resistencia a la fatiga 
Según las tablas de la Figuras 114 y 115 se obtienen los valores de q y qcortante. 
𝑞 = 0.63 













Según las Figuras 155 y 156 se obtienes los factores Kt y Kts. 
𝐾𝑡 = 2.14 
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𝐾𝑡𝑠 = 3 
𝐾𝑓 = 1 + (0.63). (2.14 − 1) = 1.7182 
𝐾𝑓𝑠 = 1 + (0.91). (3 − 1) = 2.82 
 
 
Figura 155: Factor de concentración de esfuerzos de un hendidura de chaveta. 
Fuente: Pilkey, W. D. Peterson’s stress concentration factors,1997 (John Wiley, New York) 
 
 
Figura 156: Factor de concentración de esfuerzos de un hendidura de chaveta 
Fuente: Pilkey, W. D. Peterson’s stress concentration factors,1997 (John Wiley, New York) 
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 Cálculo de 𝐒𝐞 




′ = 37.71 𝑘𝑝𝑠𝑖  (330)  
 Cálculo de 𝐊𝐚 
Acabado superficial y Maquinado 
𝐾𝑎 = (4.51). 520
−0.265 = 0.86 
 Cálculo de 𝐊𝐛 
𝐾𝑏 = (0.879). 1
−0.107 = 0.879 
 Cálculo de 𝐊𝐜 
𝐾𝑐 = 1 
 Cálculo de 𝐊𝐝 
𝐾𝑑 = 1 
 Cálculo de 𝐊𝐞 
𝐾𝑒 = 0.814 
 Cálculo de 𝐊𝐟 
𝐾𝑓 = 1 
𝑆𝑒 = (0.86). (0.879). (0.814). (37.71) = 23.20416 𝑘𝑝𝑠𝑖 (331)  















= 19.948202 𝑀𝑝𝑎 (332) 
𝜎𝑚








= 22.38484919 𝑀𝑝𝑎 (333) 



















𝑛 = 5.9618 
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Con esto quedaría demostrado que la sección más crítica de todo el análisis es el de la 
ranura en el que se montará el anillo de retención del engranaje conducido. 
Debido a que los factores de seguridad han salido relativamente alto respecto a las fuerzas 
internas de locomoción del robot, entonces no es necesario hacer un análisis de 
deflexiones debido a que estas serán lo suficientemente pequeñas para no ser tomadas en 
cuenta. 
4.8.6.5. Selección de cojinetes, cuña y anillo de retención 
a) Selección de Cojinetes 
Se procede a seleccionar los cojinetes apropiados para el buen funcionamiento del sistema 
de potencia. 
Especificaciones de diseño 
 Confiabilidad de 99% 
 Ciclo de vida: 4500 horas 
 Velocidad de salida: 169.6187 RPM 
 Diámetro interno: 1pulg 
𝑅𝑐𝑦 = 177.9788 𝑁 
𝑅𝑐𝑧 = 401.872967 𝑁 
𝑅𝑏𝑧 = −303.9455927 𝑁 
𝑅𝑏𝑦 = −42.3084 𝑁 
𝑅𝑐 = 439.52 𝑁 
𝑅𝑏 = 306.88 𝑁 
𝐿1 = (4500). (60). (169.6187 ) =  4.5797049 𝑥 10
7 
𝐶10 = 𝐹𝐷 . [
𝑥𝐷




Considerando los parámetros de Weibull x0 = 0.02, (θ − x0) = 4.439 y b = 1.483 










= 2609.1516 𝑁 (334) 
𝐶10,𝑐 = 586.5606 𝑙𝑏𝑓 










= 1821.7520 𝑁  (335) 
 𝐶10,𝑏 == 409.546 𝑙𝑏𝑓 
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Teniendo en cuenta los resultados anteriores, se seleccionan los cojinetes de la 
especificación NFC 205-16 y UCSPA 205-16H1S6 del catálogo de cojinetes 
FYH_Unit_bearings_catalog_3310. 









Figura 157: Chumacera de pared usado en el sistema de transmisión de potencia 









Figura 158: Chumacera de piso usado en el sistema de transmisión de potencia 
Fuente: Manual de Chumaceras NTN 
 
Como se puede observar las capacidades de cargas radiales para la chumacera de la pared 
tanto estáticas como dinámicas tienen los valores 7.85 KN y 14 KN respectivamente, los 
cuales son mayores que lo valores: 1.821 KN y 306.88 N que pertenecen a las cargas 
estáticas y dinámicas a los que se somete la chumacera. 
De la misma forma para la chumacera de piso se tienen los valores 6.3 KN y 11.9 KN que 
son mayores que 1.821 KN y 439.52 N respectivamente. 
b) Selección de la Cuña  
Se procede a seleccionar el tipo de cuña a utilizar de acuerdo al diámetro del árbol de 
transmisión de potencia en donde  va a trabajar el engranaje conducido. De acuerdo a la 
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Figura 159 se observa que el diámetro donde se encuentra el orificio de la cuña  es de 
36mm, lo cual equivale a 1.417 pulgadas, por lo tanto se procede a seleccionar una cuña 
de   ancho =
3
8






Figura 159: Dimensiones de cuñas de acuerdo al diámetro 
Fuente: Diseño en Ingeniería Mecánica, Shigley 
 
Se procede a calcular el factor de seguridad debido a la carga por aplastamiento que se 
encuentra determinado por las siguientes ecuaciones: 







= 2954.28483 𝑁 





460. (0.009525). (0.00635). (1000000)
2. (2954.28483)
= 4.71 
Para la falla en esfuerzo cortante: 
Mediante teoría de la energía de la distorsión 





(265.5811). (0.009525). (0.00635). (1000000)
(2954.28483)
= 5.437 
c) Selección de anillo de retención  
Debido a que no existen cargas axiales apreciables en la transmisión de potencia, entonces 
para el diámetro del eje en esa localización se selecciona un anillo de retención estándar. 
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Tabla 15: Anillos de retención ANSI B 27.7M 
 
Fuente:  Elaboración Propia 
 
Según el catálogo de la Tabla 15 se selecciona el anillo de retención para un diámetro de 
36mm. 
4.8.7. Partes del sistema Robótico y Disposición de los elementos  
El sistema Robótico Ganymede, consta principalmente de tres partes: 
a. Sección de los elementos de transmisión de Potencia Mecánica y 
movimiento 
b. Sección de los elementos de control y monitoreo del sistema de 
Navegación y Adquisición de datos. 
c. Sección de los elementos de percepción, detección y alimentación del 
Robot 
4.8.7.1. Sección de los elementos de transmisión de Potencia Mecánica y movimiento 
Esta sección se puede observar en la Figura 160, el cual está conformado por los 
siguientes elementos: 
a. Chumaceras de Pared y Piso 
b. Árbol de Transmisión de Potencia 
c. Engranajes piñón y Conducido 
d. Motores Ampflow, con caja reductora 
e. Bases para los Motores y las chumaceras de Piso 
f. Ruedas y Orugas Honda 












Figura 160: Sección de elementos de transmisión de potencia mecánica y movimiento 
Fuente:  Elaboración Propia 
 
4.8.7.2. Sección de los elementos de control y monitoreo del Sistema de Navegación 
y de Adquisición de datos 
Esta sección está determinada por los componentes inteligentes, de almacenamiento de 
información que dan soporte, control y monitoreo a los sistemas de Navegación y de 
Adquisición de datos ( Ver Figura 161). 
 
 
Figura 161: Sección de los elementos de control y monitoreo del sistema de navegación y DAQ 
.Fuente:  Elaboración Propia 
 
Está conformado por los siguientes elementos: 
a. Microcontroladores PIC 16F877a 
b. Arduino Mega ADK Rev3 
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c. Arduino UNO 
d. Tablet Toshiba Excite 10 
e. Driver Sabertooth 2x60 
f. Baterías LiPo 7.1V 
g. Interfaces para la conexión 
4.8.7.3. Sección de los elementos de percepción, detección y alimentación del Robot 
Esta última sección es la parte visible del sistema Robótico, aquella que interactúa con el 
medio externo y el cual le da la capacidad de detección y percepción del medio ambiental 











Figura 162: Sección de los elementos de percepción, detección y alimentación del robot 
Fuente:  Elaboración Propia  
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CAPITULO V: DISEÑO DEL SISTEMA ELECTRÓNICO, 
ELÉCTRICO Y COMUNICACIONES 
5.1. Diseño del sistema eléctrico y de potencia  
5.1.1. Selección del Motor 
a) Cálculo del Torque necesario para romper la inercia estática del Robot 
Como ya se había antes analizado el diagrama de cuerpo libre cuando el sistema robótico 
se encontraba en movimiento, en este caso se vuelve a presentar el mismo diagrama de 










Figura 163: Diagrama de cuerpo libre del robot en deslizamiento inminente 
Fuente:  Elaboración Propia 
 
Por condiciones de equilibrio se tiene las siguientes ecuaciones: 





𝑅𝑡 + 𝑅𝑑 = 𝑁 
Aplicando la misma premisa mencionada anteriormente:  
“Si se considera la simetría de los dos lados laterales del sistema robótico, entonces las 
fuerzas normales en ambos lados son iguales a la mitad del peso total y se encuentran en 
el mismo plano de acción que en el que se encuentra la fuerza de gravedad, por lo tanto 
las tres fuerzas Rt, Rd y N, se encuentran en equilibrio estático.”  
Debido a esto no se le considerará en la ecuación de momentos ya que la suma de estos 
daría igual a 0. 
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𝐹𝑠 + 𝑅2 = 𝑅1 
Sumatoria de momentos respecto al eje que coincide axialmente con el árbol de 





𝑀1 = 𝑀2 + 𝐹𝑠. ℎ 
Según la Figura135 antes mencionada se tiene que μs = 0,9 
Por tanto: 
𝐹𝑠 = 𝜇𝑠. 𝑁 = (0.9). (260.4261) = 234.3835 N  (336) 
𝑀1 = 𝑀2 + (234.3835). (0.11 ) = 𝑀2 + 25.7822 𝑁.𝑚  (337) 
Considerando despreciable M2 y que no se presenta oposición alguna en el eje delantero. 
El torque necesario que debe proporcionar en un deslizamiento inminente debe ser: 
𝑀1 = 25.7822 𝑁.𝑚  (338) 
b) Motor Ampflow como solución de maquina eléctrica para transmitir 
movimiento al sistema robótico. 
Considerando el torque calculado anteriormente y las características que tiene un motor 
de imán permanente para establecer un sistema de control, se selecciona como solución 








Figura 164: Motor ampflow E30-150 
Fuente:  http://www.ampflow.com/ampflow_motors.html 
 
Según las especificaciones técnicas de los motores Ampflow se selecciona el Motor 
Ampflow E30-150 (Ver Figura 164), dado su bajo costo en relación a los otros motores 
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y debido a que el torque que este proporciona añadido con su caja de reducción (Ver 
Figura 165) y el sistema de transmisión de potencia diseñada en el capítulo anterior, 










Figura 165: Motor ampflow con caja de reducción 
Fuente:  http://www.ampflow.com/ampflow_motors.htm 
 
Si se toman las especificaciones del motor reductor (Ver Figura 166) se tiene un torque 
de salida de: 
𝜏𝑚𝑎𝑥 = 360 𝑖𝑛. 𝑙𝑏𝑠 = 40.6745 𝑁𝑚 (339) 
Considerando que ademas se agregó una reducción más por el sistema de engranajes 
diseñado anteriormente se tiene un torque máximo de: 
𝜏𝑚𝑎𝑥 = 81.349 𝑁𝑚 (340) 
Si tomamos como referencia la Figura 167 se ha de obtener el torque de oposición 




= 12.8911 𝑁.𝑚 (341) 













+ 32 = 41.6 𝐴 (342) 
 
 
Figura 167: Gráficas del comportamiento del motor reductor ampflow 
Fuente: http://www.robotmarketplace.com/products/ampflow-motors-with-speed-reducers.html 
 
De esta corriente podemos determinar que el motor se encontrará operando en  
condiciones normales con una corriente de 30 A a 45 A, con lo cual se hace necesario 
disponer de la electrónica necesaria para transmitir toda esa potencia eléctrica. 
Debido a la rapidez con lo que se debe de controlar la velocidad del motor y los cambios 
bruscos de movimiento que generarían picos de corrientes altos, se necesita utilizar 
tecnología de elementos de potencia de alta velocidad a los cambios de voltaje, de esta 
manera se elije la tecnología MOSFET por su capacidad de soportar corrientes elevados 
para cambios bruscos en su voltaje de entrada. 
5.1.2. Selección del Driver de Potencia eléctrica 
a) SABERTOOTH como solución de tarjeta driver para el control de velocidad  
La tarjeta de electrónica de potencia integrada (Sabertooth), es una tarjeta Motor driver 
versátil, eficiente y fácil de usar para sistemas robóticos de alta potencia. Sabertooth tiene 
distintos modos de operación para recibir y procesar  las señales de control. Además es 
un motor driver síncrono y regenerativo el cual significa que las baterías se recargan  
cuando se envía un comando de reducción o de inversión de velocidad. 
Esta tarjeta fue seleccionada debido a que es capaz de soportar corrientes de hasta 60 A 
en estado de operación  nominal y 120 A como corrientes pico. 
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Figura 168: Sabertooth 2x60 
Fuente: https://www.dimensionengineering.com/products/sabertooth2x60 
 
 Características Técnicas  
En la Tabla 16 se muestran las características técnicas del motor Driver Sabertooth, 
además se debe tener en cuenta que según recomendación del fabricante, se debe de 
mantener un voltaje constante en caso de exceder el amperaje de 50 A, así como también 
se recomienda el uso de baterías en el rango de 6V a 30V con conexión en paralelo y del 
tipo de plomo-ácido de alta capacidad. 
 
Tabla 16: Características técnicas del motor ampflow 
 
Fuente: Elaboración Propia 
 
 Características de operación  





33,6 V Voltaje 
máximo absoluto
Corriente de Salida
Hasta 60A por canal,
Cargas de picos de 
hasta 120A por canal 
en unos cuantos 
segundos
5V   Switching BEC
Hasta 1A o 1,5A pico 
dentro del rango 
entero de voltajes 
de entrada
Dimensiones 76 x 89 x 46mm
Peso 240g
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1. Opciones independientes y diversos modos de operación para sistemas 
robóticos diferenciales. 
2. Sistema síncrono y regenerativo 
3. Frecuencia de cambios ultrasónico (frecuencia PWM 24 KHz) 
4. Protección térmica y de sobre corriente 
5. Fácil montaje y configuración 
6. Tamaño compacto 
7. Fácil reversibilidad 
Como se puede observar la corriente máxima a la que se sometería el sistema robótico es 
de 41.6 A el cual se encuentra dentro del rango permitido (Cuadro 3) para realizar la 
implementación del control de velocidad. Considerando que la corriente en operación sea 
mucho menor que este valor, por lo cual este motor driver satisface las necesidades del 
requerimiento. 
 Modos de operación  
La tarjeta driver Sabertooth tiene los siguientes cuatro modos de operación: 
1. Modo de entrada analógica 
2. Modo de entrada de radio control 
3. Modo de Serial simple 
4. Modo de paquetes Serial 
En este caso se ha seleccionado el modo de operación: Modo de paquetes Serial, dado 
que trabaja mejor con la API Sabertooth Simplified Serial Library for Arduino. 
El modo de paquetes seriales usa comunicación serial con especificación RS-232, el cual 
para hacer más fácil la adaptación electrónica se trabaja con niveles TTL. De esta forma 
es fácil controlar la dirección y velocidad de cada uno de los motores. La velocidad de 
transmisión de datos es configurado por defecto a un especificación de fábrica de 9600 
baudios. La dirección es configurada vía el Switch de configuración. 
5.1.3. Conexión del sistema eléctrico y de potencia 
La conexión del sistema de electrónica de potencia, es mostrada en la Figura 169, en el 
cual se muestra que las conexiones de alimentación para el funcionamiento del Arduino, 
proviene desde la misma tarjeta driver, además debido a que se está operando en el modo 
de envío de paquetes seriales, entonces solo es necesario usar un pin de salida digital (pin 
9) desde el Arduino encargado de enviar los datos seriales. 
Mientras que por el lado de la electrónica de potencia se tiene las conexiones según la 
Tabla 17, el cual fueron definidas en base a las pruebas de giro de los motores. 
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Figura 169: Diagrama de conexión del sistema de electrónica de potencia 
Fuente: Elaboración Propia 
 
Tabla 17: Conexión de los periféricos del driver sabertooth 
 
Fuente: Elaboración Propia 
 
Se observa también que la alimentación total del sistema de electrónica de potencia es 
alimentada por un par de baterías conectadas en serie, con un valor de 12V cada una. Esto 
con la finalidad de que la alimentación total sea un valor de 24 V. 
5.2. Diseño del sistema electrónico de control de velocidad 
En esta sección se detallará el diseño electrónico del sistema de control de velocidad de 
los motores del robot. Estos motores son del tipo imán permanente y de gran cantidad de 
torque. Para poder evaluar qué tipo de controlador se va a utilizar en el desarrollo de este 
servomecanismo, se debe primero modelar el comportamiento de la planta, en este caso 
del motor y su sistema de reducción (Ver Figura 170). 
 
 
Figura 170: Circuito simplificado del motor ampflow con carga adicional 
Fuente: Elaboración Propia 
Periférico de Salida Cable
M1A Cable Negro Motor Izquierda
M1B Cable Rojo Motor Izquierda
M2A Cable Negro Motor Derecha
M2A Cable Rojo Motor Derecha
B+ Cable Rojo Bateria
B- Cable Negro Bateria
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Se plantea las ecuaciones de Kirchhoff: 
𝑉𝑖 = 𝑅𝑡. 𝑖 + 𝐿.
𝑑𝑖
𝑑𝑡
+ 𝑉𝑒𝑚𝑓 (343) 
Se plantea las ecuaciones de la cinética de la carga mecánica: 
𝜏 = 𝐽. ?̈? + 𝑏. ?̇? + 𝑇𝑟 + 𝑇𝑐𝑎𝑟𝑔𝑎  (344) 
Se plantea las ecuaciones electromecánicas del motor: 
𝑉𝑒𝑚𝑓 = 𝑘𝑣 . ?̇? = 𝑘𝑣. 𝜔  (345) 
𝜏 = 𝑘𝑡 . 𝑖  (346) 
Para poder obtener los valores equivalentes de los parámetros mecánicos de la carga total 
(Load), entonces se procede a realizar el siguiente análisis: 
En la Figura 171 se tiene el sistema mecánico del cual hay que hallar los parámetros 
mecánicos equivalentes para el modelamiento de la planta. 
Se plantea lo siguiente en función de la ecuación cinética ya establecida: 
𝜏0 = 𝐽0. 𝜃0̈ + 𝑏0. 𝜃0̇ + 𝑇𝑟0 + 𝑇0  (347) 






  (348) 
 
 
Figura 171: Sistema mecánico de transmisión de potencia 
Fuente: Elaboración Propia 
 
Si la ecuación cinética en el engranaje conducido (1) (Ver Figura 171), está dado por la 
relación (Considerando torques de oposición debido al rozamiento): 
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𝜏1 = 𝐽1. 𝜃1̈ + 𝑏1. 𝜃1̇ + 𝑇𝑟1 + 𝜏2  (349) 
𝜏0 = (𝐽0 + (
𝜌0
𝜌1
)2. 𝐽1). 𝜃0̈ + (𝑏0 + (
𝜌0
𝜌1







𝜏2 = (𝐽2 + (
𝜌2
𝜌3
)2. 𝐽3). 𝜃2̈ + (𝑏2 + (
𝜌2
𝜌3



























































































































































































































. 𝑏7). 𝜃0̇ + 𝑇𝑟0 +
𝜌0
𝜌1





























+ 𝜏𝑐𝑎𝑟𝑔𝑎)   (350) 
Expresando en términos simplificados: 
𝜏0 = 𝐽𝑒𝑞 . 𝜃0̈ + 𝑏𝑒𝑞. 𝜃0̇ + 𝑇𝑟𝑒𝑞   (351) 
Dónde se considera los términos equivalente según la siguientes ecuaciones: 
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𝑇𝑟𝑒𝑞 = 𝑇𝑟0 +
𝜌0
𝜌1




























. (𝑇𝑟7 + 𝜏𝑐𝑎𝑟𝑔𝑎) 
5.2.1. Representación en el espacio de estados 
Considerando las dos variables de estado 𝑖 y 𝜃0̇, entonces se representa la matriz de 




)    (352) 
Introduciendo un factor de eficiencia en el reductor de velocidad se multiplica el torque 
por un valor r, y la Ecuación (357) quedaría de la siguiente manera: 
𝜏0. 𝑟 = 𝐽𝑒𝑞 . 𝜃0̈ + 𝑏𝑒𝑞 . 𝜃0̇ + 𝑇𝑟𝑒𝑞    (353) 
Considerando las ecuaciones anteriores se puede representar el modelo matemático de 








































)    (354) 
𝑦 = (𝜃0̇) = (1 0). (
𝜃0̇
𝑖
) + (0 0). (
𝑉𝑖
𝑇𝑟𝑒𝑞
)   (355) 
5.2.2.  Función de transferencia de los motores DC Ampflow 




















. 𝜔(𝑠)   (357) 





𝐿. 𝐽𝑒𝑞 . 𝑠2 + (𝐽𝑒𝑞 . 𝑅 + 𝐿. 𝑏𝑒𝑞). 𝑠 + 𝑅. 𝑏𝑒𝑞 + 𝑟. 𝑘𝑣. 𝑘𝑡
−
(𝐿. 𝑠 + 𝑅). 𝑇𝑟𝑒𝑞
𝐿. 𝐽𝑒𝑞 . 𝑠2 + (𝐽𝑒𝑞 . 𝑅 + 𝐿. 𝑏𝑒𝑞). 𝑠 + 𝑅. 𝑏𝑒𝑞 + 𝑟. 𝑘𝑣 . 𝑘𝑡
   (358) 
Considerando a Treq  , un componente de perturbación introducido en el sistema de 
control y que puede variar dependiendo de la cantidad de carga que pueda transportar el 
sistema robótico móvil, entonces no se considera en el análisis del comportamiento de la 





𝐿. 𝐽𝑒𝑞 . 𝑠2 + (𝐽𝑒𝑞 . 𝑅 + 𝐿. 𝑏𝑒𝑞). 𝑠 + 𝑅. 𝑏𝑒𝑞 + 𝑟. 𝑘𝑣. 𝑘𝑡
    (359) 
Tomando en cuenta los valores de fábrica del motor y los obtenidos desde la sección del 
diseño mecánico del sistema de transmisión de potencia. 
 







Fuente: Elaboración Propia 
 
Con los valores presentados en la Tabla 18 se procede a realizar el cálculo de los valores 
de Jeq y beq. 
Cálculo del 𝐉𝐞𝐪 
Considerando las cadenas ideales: 

























































2   (360) 
Para realizar el cálculo de la masa de piñón, se debe obtener la masa de la caja de 
reducción de velocidad: 
𝑀𝑚𝑜𝑡𝑜𝑟+𝑐𝑎𝑗𝑎𝑅𝑒𝑑𝑢𝑐𝑐𝑖ó𝑛 = 3.5 𝑘𝑔 
Parámetro Valor
Kt 0,04029357 N.m/Amp 
kv 0,04025084 Volt.s 
Jrotor 0,01 oz-in-sec^2
Ra 0,190 Ohms 
L 0,00024 h
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𝑀𝑚𝑜𝑡𝑜𝑟 = 1.6329 𝑘𝑔     𝑀𝑐𝑎𝑗𝑎𝑅𝑒𝑑𝑢𝑐𝑐𝑖ó𝑛 = 1.8671𝑘𝑔 
Considerando que la cubierta de aluminio tiene muy poca masa a comparación del acero. 
Debido a la configuración, la simetría y considerando que se tiene tres arreglos de 
reducción de velocidad dentro de la caja, se establece que para un solo arreglo de 
reducción la masa es: 
𝑀𝑚𝑜𝑡𝑜𝑟
3
= 0.62236 𝑘𝑔 
Considerando que la relación de masas entre los engranajes es 1:2, entonces tenemos que 
la masa del piñón y engranaje conducido son aproximadamente: 
𝑀𝑝𝑖ñó𝑛 = 0.20745 𝑘𝑔 
𝑀𝑒𝑛𝑔𝑟𝑎𝑛𝑎𝑗𝑒𝐶𝑜𝑛𝑑𝑢𝑐𝑖𝑑𝑜 = 0.4149 𝑘𝑔 
𝐷 = 0.0381 𝑚 




. (0.20745). (0.0381)2 = 0.00010826 𝑘𝑔.𝑚2 
 𝐽1 +  𝐽2 =
1
8




= 0.0003387818 𝑘𝑔.𝑚2 
 𝐽3 +  𝐽4 = 0.000338782 𝑘𝑔.𝑚
2 













. (1.727). (0.09147)2 +
1
8
. (0.8). (0.11)2 + 0.000380892
= 0.003397066 
𝐽𝑒𝑞 = 0.000108258 + 0.0000846954475 + 0.000025587330625 +
 0.0000075665043125 + 0.0000132697890625 = 0.0002393770715 𝑘𝑔.𝑚2  
Cálculo del 𝐛𝐞𝐪 
El valor de beq, esta dado por la fórmula experimental (Braun, 2013) que considera el 
coeficiente viscoso global  y la constane de tiempo mecánica. 
𝜏𝑚 =
(𝐽𝑅𝑜𝑡𝑜𝑟+𝑅𝑒𝑑𝑢𝑐𝑡𝑜𝑟 + 𝐽𝑐𝑎𝑟𝑔𝑎). 𝑅𝑎
𝑘𝑡
























𝑠2 + (790.404632). 𝑠 + (2.53938692). 104 
 






𝑠2 + 2. 𝜀. 𝜔𝑛. 𝑠 + 𝜔𝑛2
 (363) 
Ecuación característica: 
𝑠2 + (790.404632). 𝑠 + (2.53938692). 104 = 0  (364) 
Se obtienen los parámetros que rigen el comportamiento de la planta: 
𝜔𝑛 = 159.35454 
𝜀 = 2.48001 
𝐾 = 24.81666 
𝑠1,2 = −412.9661585 ±  342.08346 
𝑠1 = −756.8527 
𝑠2 = −33.5519 
5.2.3. Análisis en el lugar de las raíces 







𝑠2 + 2. 𝜀. 𝜔𝑛. 𝑠 + 𝜔𝑛2
=
𝐾. (159.3545)2 
(𝑠 + 756.8527). (𝑠 + 33.5519)
 
Se tienen los polos en lazo abierto: 
𝑠1 = −756.8527 
𝑠2 = −33.5519 
Para la ecuación: 
1 +
𝐾. (159.35454)2 
(𝑠 + 756.8527). (𝑠 + 33.5519)
= 0 
Se tiene la siguiente condición de ángulo: 
−∠(𝑠 + 756.8527) − ∠(𝑠 + 33.5519) = ±180°. (2. 𝑘 + 1)  (365) 
Con lo cual la región que cumple la condición de ángulo en el eje real se encuentra en los 
polos s1 y s2. 
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  (366) 
Por tanto la condición de ángulo cuando s, se encuentra muy alejado del origen, se 
convierte en: 
−2. ∠(𝑠) = ±180°. (2. 𝑘 + 1) → ∠(𝑠) = ±90°. (2. 𝑘 + 1) 
De aquí se determina que el ángulo de las asíntotas es ±90°. 
 
 
Figura 172: Diagrama del lugar de las raíces de la función de transferencia en lazo abierto con 
realimentación unitaria 
 
Fuente: Elaboración Propia 
 
Figura 173: Diagramas de bode de magnitud y de fase de la función de transferencia de la planta 
Fuente: Elaboración Propia 
 






(𝑠 + 756.8527). (𝑠 + 33.5519)
159.354542
 
Derivando e igualando a cero: 
2. 𝑠 + 790.4046 = 0 
𝑠 = −395.2023 
Además este punto pertenece al lugar de las raíces y coincide con el valor de las asíntotas 
(Ver Figura 172). 
Se observa también que no hay un cruce del lugar de las raíces con el eje imaginario y 
que la respuesta en frecuencia es representada como segundo orden tal y como se muestra  
en la Figura 173. 
5.2.4. Reducción a un sistema de primer orden 
Considerando los resultados realizados de la simulación en Matlab, para el análisis de la 
función de transferencia de la planta tanto mediante el método del lugar de las raíces como 
el método de la respuesta en frecuencia, se puede proceder a reducir el sistema de segundo 
a orden a un sistema de primer orden la siguiente forma: 
H(s) =
k.ωn
s + ωn 
 
Del sistema de segundo orden se tienen los siguientes valores: 
𝜔𝑛 = 33.5519 
𝑘 = 24.81666 
Con lo cual el sistema de primer orden resultaría: 
𝐻(𝑠) =
24.81666. (33.5519)
𝑠 + 33.5519 
 
 
Tabla 19: Función de transferencia de primer orden 
 
Fuente: Elaboración Propia 
 
De la Figura 174 se puede observar que el comportamiento en baja frecuencia del modelo 
real y del modelo simplificado, es prácticamente el mismo, sin embargo a medida que la 
frecuencia aumenta se observa la aparición del polo de alta frecuencia el cual procede a 
cambiar el comportamiento del sistema. Debido a que el diseño de control se va a realizar 
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comportamiento aproximado al modelo real entonces con el fin de simplificar cálculos 













Figura 174: Diagramas comparativos de bode y de repuesta al escalón 
Fuente: Elaboración Propia 
 
5.2.5. Selección del Encoder y su Función de transferencia 
Para proceder con la selección de un dispositivo Encoder, encargado de realizar las 
lecturas del nivel de velocidad a la que se encuentra girando el rotor del motor, se debe 
realizar un análisis de la máxima velocidad a la que pueda leer este dispositivo sin tener 
perdida de información. Como sabemos, según las especificaciones técnicas del motor 
seleccionado la velocidad máxima en rpm del motor es la siguiente: 
𝑉𝑚𝑎𝑥,𝑟𝑝𝑚 = 5600 𝑟𝑝𝑚 
Con lo cual teniendo en cuenta el teorema de Nyquist en el cual se tiene la siguiente 
ecuación: 
𝑓𝑠 > 2 ∗ 𝑓𝑛 
Entonces, siguiendo el teorema de Shannon:  
𝑉𝑚𝑎𝑥 = 586.41333 𝑟𝑎𝑑/𝑠 → 2 ∗ 𝑓𝑛 = 1172.8267 𝑟𝑎𝑑/𝑠  (367) 
Escogiendo un Encoder clásico cuya respuesta en frecuencia trabaja ha 300 kHz , 
considerando que este Encoder tiene la cantidad de pulsos de 1000, entonces se tiene una 








2 ∗ 𝜋 ∗ 𝑓
1000
= 1884.9 𝑟𝑎𝑑/𝑠 > 1172.8267 𝑟𝑎𝑑/𝑠  (368) 
Con el cual se concluye que con una respuesta en frecuencia de trabajo del encoder a 
300 kHz, se puede satisfacer el requerimiento. 
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Conociendo la respuesta en frecuencia del Encoder óptico se procede a seleccionar el 
Encoder US digital e2-1000-375. 
 
 
Figura 175: Encoder e2-1000-375 
Fuente: https://www.usdigital.com/products/encoders/incremental/rotary/kit/E2 
 
Si vemos en las especificaciones técnicas del Encoder óptico (Ver Figura 176), podemos 
observar  que la velocidad máxima a la cual debe operar el disco óptico es igual a: 
𝑉𝑚𝑎𝑥 = 18 ∗
1000000
𝐶𝑃𝑅
= 18000 𝑟𝑝𝑚 > 5600𝑟𝑝𝑚  
El cual satisface correctamente el requerimiento. 
 
 




Si se quiere aumentar la precisión se puede contar las transiciones y no los pulsos, a los 






Considerando el error de transición, se tiene: 
𝛼 = 0.09˚ ∗ 𝑡2 ± 0.09˚  
Para poder determinar la orientación del eje, se hace a través del adelanto de desfase que 
posee un canal respecto a otro. 
La función de transferencia del Encoder se representa como la relación que hay que 
multiplicar a la velocidad que gira el motor para obtener la cantidad de transiciones 












= 373333.332 𝑡𝑟𝑎𝑛𝑠𝑖𝑐𝑖𝑜𝑛/𝑠𝑒𝑔 (369) 
Con lo cual se tiene un valor de 2.67857 μs por transición. Esto significa que debe 
generar cada 2.67857 μs , una interrupción. El sistema cumple con todos los 
requerimientos necesarios. 
Para poder obtener la salida que resulta de multiplicar la función de transferencia del 
encoder con la velocidad que es realimentada en el sistema  de control digital, entonces 
se procede a realizar un análisis en el dominio de la transformada Z: 
?̇?𝑛 = 𝐾𝑓𝑟𝑎𝑐𝑢𝑒𝑛𝑐í𝑚𝑒𝑡𝑟𝑜 ∗
𝜑𝑛+1 − 𝜑𝑛





Expresando la ecuación en el dominio de la transformada Z: 













Con toda la información reunida hasta el momento, se puede estimar un periodo de 
muestreo cercano y mayor al tiempo de establecimiento de la respuesta en frecuencia del 
motor simulado en Matlab. Cuando el sistema modelado es un sistema de respuesta 
rápida, habrá que realizar una mayor cantidad de operaciones en un menor intervalo de 
tiempo, mientras que si el sistema es lento de respuesta, la carga computacional será 
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mucho menor, reduciendo la carga de operación del microcontrolador. En este caso 
debido a que el tiempo de respuesta es de 0.15 seg, se selecciona un tiempo de muestreo 
de 160 milisegundos. 
Esto resulta en una cantidad de transiciones en un intervalo de tiempo de 
160 milisegundos: 
n = 160 ∗ 373.333 = 59733.328 transiciones (370) 
Si expresamos el valor de la velocidad que se tendrá para una cantidad de T transiciones 
en un periodo de 160 milisegundos, está dada por la siguiente ecuación: 
ω = 0.00981719 ∗ T 
5.2.6. Función de transferencia del Sistema de reducción de velocidad 
Como se ha podido ver a lo largo de este trabajo exploratorio, se tiene que el sistema de 
transmisión de potencia tiene distintas etapas de reducción de velocidad y aumento de 
torque, la Tabla 20 resume las especificaciones de la caja de reducción de velocidad.  
 
Tabla 20: Especificación de la caja de reducción sin la última etapa de reducción 
 
Fuente: Elaboración Propia 
 




















∗ 𝑇𝑖 = 16.6 ∗ 𝑇𝑖 = 16.6 ∗ 𝑇𝑖 
5.2.7. Elección del tiempo de muestreo 
Para poder determinar el tiempo de muestreo, se han establecido distintas ecuaciones de 
manera experimental, debido a que la elección de manera correcta de un tiempo de 




















Peso 7.1 lbs 
Especificaciones
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operación, asimismo como de la exigencia computacional como la menor cantidad de 
perdida de información, de esta forma se tendrán resultados confiables y exitosos. 
La primera ecuación a considerar en este apartado es el desarrollado experimentalmente 







Si la ecuación la expresamos en función del tiempo de subida: 
0.57 ∗ 𝑇𝑟 < 𝑇𝑠 < 0.95 ∗ 𝑇𝑟 
Donde Tr = 2.2 ∗ τ 
Asimismo, para sistemas de segundo orden se puede calcular: 
𝑇𝑟 =
𝜋 − sin−1 √1 − 𝜀2
𝜔𝑑
 
Considerando que se ha hecho una reducción del  sistema de segundo orden a uno de 
primero y que se está trabajando dentro de un rango de estabilidad a baja frecuencia 
entonces se puede plantear la siguiente desigualdad que depende de la frecuencia del 
sistema: 
0.15 < 𝑇𝑠 ∗ 𝑓0 < 0.5 











Considerando la Tabla 21, se puede observar los periodos de  muestreo de cada frecuencia 
perteneciente a la función de transferencia de la planta en lazo abierto. 
 
Tabla 21: Tiempos de muestro de la planta en análisis 
 
Fuente: Elaboración Propia 
 
Considerando que el sistema se ha reducido a primer orden y que la información 
resultante de los efectos del polo de alta frecuencia se perdería, entonces se selecciona un 
tiempo de muestreo  de 90 ms. 















Figura 177: Respuesta en frecuencia a una función de entrada del tipo escalón, modelo real y simplificado 
con T=90ms 
Fuente: Elaboración Propia 
 
En las Figura 177 se muestra una comparación de gráficas de respuesta en frecuencia a 
una entrada de escalón unitario. Como se puede observar las gráficas son parecidas y el 
periodo de muestreo es de 90 ms. 
En la Figura 178 se muestra una comparación de graficas con periodos distintos, tanto 
para el modelo real como el simplificado. Se observa que con un periodo de T=5ms, se 
pierde mucho menos información. Debido a que el sistema evoluciona considerablemente 
para el periodo de muestreo T=90ms y no se pierda mucha información relevante, 
entonces se aprobara este periodo de muestreo como válido y se usara para la 












Figura 178: Comparación de gráficas en diferentes tiempos de muestreo, modelo real (izquierda) y 
modelo simplificado (derecha) 
Fuente: Elaboración Propia 
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Una vez seleccionado el periodo de muestreo de T=90 ms, se procede a discretizar el 
modelo del sistema de control. Se iniciará discretizando la función de transferencia del 
motor obtenida en tiempo continuo. Para poder obtener su modelo discreto se realiza la 
equivalencia para convertir una función de transferencia expresada con la transformada 
de Laplace por la expresada con la transformada Z. 





, 𝑇 = 90 𝑚𝑠 (371) 
Las características del sistema de primer orden simplificado expresado en su forma 
discreta se expresan en la Tabla 22 . 
 
Tabla 22: Modelo discreto de primer orden del motor 
 
Fuente: Elaboración Propia 
 
 
Figura 179: Lugar de la raíces del sistema de primer orden en el plano Z 
Fuente: Elaboración Propia 
 
En la Figura 179 se puede observar que el modelo de primer orden en tiempo discreto es 
un sistema bastante estable y que se está trabajando en un sistema completamente 






Modelo discreto de primer Orden del Motor
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5.2.8. Sistema de control digital de velocidad  
Dado que se tiene el modelo de la planta en tiempo discreto con un periodo de muestreo 
de 90 ms, se procede a describir el procedimiento de diseño del controlador que cambiará 
el comportamiento dinámico del sistema para cumplir con los requerimientos necesarios. 
Se sabe que un sistema de control de lazo abierto tiene muchas ventajas como la 
estabilidad y su facilidad de implementación, sin embargo en el desarrollo de este 
proyecto, debido a que se producen muchas perturbaciones que podrían modificar la 
dinámica del sistema, entonces se ha decidido diseñar un controlador que corrija dicho 
error introducido en tiempo de operación del sistema robótico. 
El diagrama de bloques del sistema de control en lazo cerrado que se va a diseñar es el 
que se muestra en la Figura 180. 
 
 
Figura 180: Diagrama de bloques del sistema de control de lazo cerrado 
Fuente: Elaboración Propia 
 
Debido a que se ha determinado cada uno de los bloques del diagrama de sistema de 
control en tiempo discreto, entonces este se puede representar tal y como se muestra en 
la Figura 181. 
 
 
Figura 181: Diagrama de bloques del sistema de control en tiempo discreto 
Fuente: Elaboración Propia 
 
En este caso solo nos quedaría la tarea de determinar la función de transferencia del 












m(KT) u(t) ω (t)
+/- G(z)E(z) H(z)R(z) U(z) C(z)
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5.2.9. Diseño del compensador Cero-Polo 
Para poder diseñar el controlador mediante una compensación de Polo-Cero en el método 
del lugar de las raíces, se debe evaluar en qué estado se encuentra el sistema de control 
en lazo cerrado sin la introducción de un controlador. 
La función de transferencia en lazo cerrado con realimentación unitaria sin un controlador 






  (372) 






  (373) 
Se observa que en tiempo discreto la planta para un sistema de control de lazo cerrado, es 
completamente inestable, tal y como se puede observar en la Figura 182. 
Es por este motivo que es necesario realizar el diseño de un controlador de tal forma que 
pueda compensar esa falta de satisfacción a los requerimientos del proyecto. 
La ecuación matemática en tiempo discreto para el controlador es la siguiente: 




Para poder asegurar un error en estado estacionario igual a cero, teniendo en cuenta que 
esto depende puramente del polo compensador, sin tener en cuenta la ganancia K o el 










Figura 182: Respuesta del sistema de control en tiempo discreto sin compensador 
Fuente: Elaboración Propia 
 
Esto se puede demostrar debido a que un polo con un valor de 1 en el dominio de la 
transformada Z, es equivalente a poner un integrado en el origen, lo que resulta que el 
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sistema elimine el error en estado estacionario, sin embargo vuelve al sistema más 
inestable y más lento. 
Para poder satisfacer los demás requerimientos de estabilidad, de tiempo de  subida, 
tiempo de asentamiento y sobrepico, todo esto dependerá del cero del compensador. 
Requerimientos de diseño 
 Sobrepico: 0.1% 
 Tiempo de muestreo: 90 ms 
 Ancho de banda: 10 x ts 
 Obtención del Coeficiente de Amortiguamiento y de la frecuencia natural del 
sistema 
 Coeficiente de Amortiguamiento: 
𝜀 = 0.6 ∗ (1 −
0.1
100
) = 0.5994 ≅ 0.6  
 Tiempo de establecimiento: 
𝑡𝑠 = 4 ∗ 𝜏 = 4 ∗ 𝜏𝑚 = 4 ∗ 28.0728𝑚𝑠 = 112.2912 𝑚𝑠  












) = 0.3217 seg  
 
 
Figura 183: Posición de los polos y ceros del sistema de control en lazo cerrado 
Fuente: Elaboración Propia 
 






−0,30215 ∗ 𝑒±𝑗0,40286 
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𝑍1,2 = 0.7392 ∗ (0.9199 ± 𝑗0.39205) = 0.67999 ± 𝑗0.2898 
𝑍1,2 = 0.7392 ∠ ± 23.0822° 
Según la Figura 183, para que el polo dominante en lazo cerrado se localice en la 
ubicación obtenida de los pasos anteriores, se debe cumplir las dos condiciones que 
satisfacen el lugar de las raíces de un sistema de control. 
Cálculo del ángulo x 
Según la condición de ángulo se debe cumplir lo siguiente: 
𝑥 + 𝛼 + 180° − 𝛽 = ±180(2 ∗ 𝑘 + 1) 








= 42.1639° → 180° − 𝛽 = 137.8361° (375) 
Lo que resulta un valor posible de x: 
𝑥 = 17.5022° → tan 17.5022° =0.3153  (376) 




= 0.3153 → 𝑎 = 0.2391 (377) 
Cálculo de la Ganancia K: 










𝐾 = 0.013178  
 
 
Figura 184: Respuesta al escalón del sistema de lazo cerrado con el compensador polo cero 
Fuente: Elaboración Propia 
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Por lo tanto la función de transferencia del controlador sería la siguiente: 




𝑈(𝑛) = 𝑈(𝑛 − 1) + 𝐸(𝑛) ∗ 0.013178 + 𝐸(𝑛 − 1) ∗ 0.00315 
𝐺(𝑧)𝐻(𝑧) =
0.3111𝑧 + 0.07439
𝑧2 − 1.04882𝑧 + 0.04882
 





𝑧2 − 0.73772𝑧 + 0.12321
; 𝑇 = 90 𝑚𝑠 (378) 
La Figura 184 muestra la respuesta al escalón para el compensador de polo cero diseñado 
mediante el método del lugar de las raíces, en base a este comportamiento observado se 
puede deducir la siguiente Tabla 23.  
 
Tabla 23: Características de comportamiento del compensador polo-cero 





T*subida 9 muestras=0.81 
% Sobrepico < 1% 
Fuente: Elaboración Propia 
 
5.2.10. Diseño del controlador con SISOTOOL 
SISOTOOL es una herramienta de Matlab, que permite diseñar controladores a partir de 
un modelo de bloques gráfico del sistema de control en análisis. Esta herramienta se apoya 
en el método del lugar de las raíces para poder reposicionar los polos y ceros, así como 
también se puede visualizar los diagramas de bode para ver el comportamiento en la 
frecuencia del sistema de control. Para ello se debe haber seguido y ejecutado todos los 
comandos del programa en Matlab que se encuentra en la sección del Anexo 37. De esta 
manera al ejecutar el comando de iniciación de SISOTOOL, este importara los bloques 
que conformaran el sistema en diagramas gráficos. Siguiendo el procedimiento de diseño 
del controlador mediante SISOTOOL descrito en el Anexo 37, se obtiene la siguiente 





𝑧2 − 1.049𝑧 + 0.04883
; 𝑇 = 90 𝑚𝑠 
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El cual es determinado por la siguiente función del controlador: 




La Figura 185 y Figura 186  muestran el comportamiento al escalón del sistema de control 
en lazo cerrado tanto en el tiempo discreto como en el continuo respectivamente. 
 
 
Figura 185: Respuesta del sistema de control de lazo cerrado al escalón unitario en tiempo discreto 
Fuente: Elaboración Propia 
 
 
Figura 186: Respuesta del sistema de control de lazo cerrado al escalón unitario en tiempo continuo 
Fuente: Elaboración Propia 
 
 
Figura 187: Modelo del sistema de control en lazo cerrado en simulink 
Fuente: Elaboración Propia 
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Si este modelo es simulado en Simulink, tal y como se muestra en la Figura 187, también 
se tiene el mismo comportamiento para una entrada al escalón (Ver Figura 188). 
 
 
Figura 188: Respuesta del sistema de control de lazo cerrado al escalón unitario en simulink 
Fuente: Elaboración Propia 
 
Por tanto en base a lo observado y simulado se obtiene la siguiente Tabla 24 del 
controlador. 
 




T*subida 4 muestras=0.36 
% Sobrepico < 1% 
Fuente: Elaboración Propia 
 
En base a lo obtenido se observa que el controlador del SISOTOOL de Matlab presenta 
un mejor comportamiento, debido a que requiere menos tiempo para llegar al set point, 
satisface el requerimiento de no sobrepasar el sobrepico y tiene una facilidad para poderse 
implementar. Debido a esto nos quedamos con el controlador obtenido por SISOTOOL. 
5.2.11. Implementación del Controlador en Lazo Abierto 
En base a lo diseñado y simulado, debido a que la implementación del controlador en lazo 
cerrado esta fuera del alcance del objetivo de la tesis, solo  se procederá a implementar el 
controlador en lazo abierto. En este caso no se tendrá en cuenta la retroalimentación de la 
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velocidad sensada por los Encoders y por lo tanto no se generará el error por comparación 
entre las velocidades de set point y la sensada. 
En la Figura 189 se puede observar el diagrama de flujo del programa que se encarga de 
realizar el control de navegación del Sistema Robótico. En este caso se realiza una 
inicialización de variables para el protocolo de mensajes de comandos de movimiento, 
variables de comunicación por protocolo Digimesh, variables de control de velocidad 
para la transmisión serial al driver Sabertooth, las variables PWM y finalmente variables 
de buffer de memoria. 
 
0. Inicia
1. Inicialización de 
Variables y 
configuración
3. Obtener el valor del 
Comando de movimiento
4. Configurar los 
valores válidos de 
velocidad
¿Id API obtenido es 
ZBResponse?
6. Fin
Variables de protocolo de mensaje de comandos 
de movimiento
Variables de comunicación XBEE
Variables de control de velocidad del Sabertooth 










5. Enviar Trama 






Figura 189: Diagrama de flujo del sistema de control en lazo abierto 
Fuente: Elaboración Propia 
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En la Actividad 2, se realiza la lectura de la trama proveniente del xbee, se valida que la 
comunicación este disponible y que el API obtenido sea del tipo ZbeeResponse, en caso 
cumpla las validaciones, entonces se obtiene el valor del comando del movimiento  en la 
Actividad 3 y configura lo valores validos de velocidad en la Actividad 4 (Valores dentro 
del rango de aceptación del Sabertooth), Finalmente, en la Actividad 5  se envía la trama 
construidad para la comunicación serial con el Sabertooth. 
5.3. Diseño del sistema adquisición de datos 
En esta parte del diseño electrónico de Adquisición de datos, se describirá cada uno de 
los componentes que lo conforman, la función específica de cada uno de ellos y el valor 
que desempeña en el proceso de extracción, tratamiento, y procesamiento de la 
información ambiental. 
5.3.1. Consideraciones Previas 
El ambiente en el que desempeñará las actividades el robot Ganymede es un ambiente en 
que el robot podría tener problemas de diversa índole, no solo porque el ambiente es un 
ambiente agreste sino en el tiempo en el cual, el robot se va encontrar operando dentro de 
la mina. 
Se presenta una serie de consideraciones a tener en cuenta para el diseño del sistema 
adquisición de datos, entre estos tenemos a los siguientes: 
1. La cantidad de variables ambientales (Datos) puede cambiar y variar en 
número, por tanto el diseño del sistema debe estar capacitado para crecer de 
manera escalable sin modificar la base arquitectural que se ha diseñado. 
2. La cantidad de variables ambientales transmitidas por un solo módulo de 
comunicación puede retrasar en tiempos a la obtención de datos de manera 
remota, generando tiempos muertos y de falta de actividad. 
3. La cantidad de energía consumida debe ser la menor cantidad posible, ya que 
el sistema de energía contará con la fuente de energía necesaria para que el 
robot pueda estar en la mina el mayor tiempo necesario posible. 
4. En caso de que ocurra un problema de conexión con el sistema de adquisición 
de datos de forma remota no debe permitirse perder la información obtenido 
por el sistema de adquisición de datos. 
5. El sistema de GPS proveído por el dispositivo Android necesita comunicación 
wireless o un plan de datos mediante GPRS. 
Tomando en cuenta todas estas consideraciones se procederá a describir el enfoque de la 
solución. 
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5.3.2. El Sistema de Adquisición de datos 
El sistema de Adquisición de datos está formado por dos partes, la primera parte (Sistema 
de Adquisición de datos principal) está orientado a sensar la información ambiental bajo 
una misma plataforma de hardware (Arduino ADK), el cual se encuentra conectado a una 
red Zigbee que le permite enviar la información de manera inalámbrica a una sistema de 
monitoreo remoto y que además es capaz de interactuar con un dispositivo Android para 
poder guardar la información dentro de una Base de datos interna en caso se pierda la 
comunicación con la red. La segunda parte (Sistema de Adquisición secundario) está 
orientada a que además de tener un solo programa poco flexible a la modificación dentro 
del mismo hardware Arduino ADK, este sistema de adquisición de datos se pueda 
modularizar y poder incluir mayor hardware como PIC 16f877A u otro dispositivo que 
soporte protocolo de comunicación I2C, de tal forma que la información leída por estos 
microcontroladores sea enviado inalámbricamente en la misma red Zigbee que el Arduino 
ADK. Esto con motivos de no alterar la programación del Arduino ADK y que el sistema 
de adquisición de datos sea flexible y escalable a su vez que no altera lo ya establecido. 
Además se debe verificar el estado de la operatividad de todo el sistema, esto incluye la 
conectividad de los circuitos de adquisición de datos y la comunicación maestro esclavo 
en los dos sistemas de adquisición de datos.  
5.3.2.1. Dependencia entre los dos subsistemas de Adquisición de datos 
El sistema de Adquisición de datos está compuesto por dos componentes, el sistema de 
adquisición de datos principal, encargada de extraer, tratar y  enviar la información a los 
dos ambientes de persistencia de datos, el local y el remoto.  
 
 
Figura 190: Diagrama de componentes del sistema de adquisición de datos 
Fuente: Elaboración Propia 
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El sistema de adquisición de datos  secundario, sin embargo, solo puede enviar la 
información extraída al sistema almacenamiento remoto. Los dos sistemas de adquisición 
de datos se encuentran sincronizados. Después de que el sistema de adquisición de datos 
principal haya almacenado sus variables ambientales localmente y enviado estos al 
sistema de centralización de datos remoto, solo así, el sistema de adquisición de datos 
secundario comenzará su proceso de envío, tal como se muestra en la Figura 190. 
5.3.2.2. Sistema de Adquisición de Datos Principal 
El Sistema de Adquisición de datos principal o ADK está conformado por todos los 
componentes que son utilizados para la extracción, tratamiento y envío de datos de las 
variables ambientales a los sistemas de almacenamiento local y remoto.   
Según la Figura 191, se observa que los dispositivos involucrados para esta tarea son: los 
sensores, los circuitos de acondicionamiento, la placa electrónica Open- Hardware 
Arduino ADK para Android y el modulo GPS interno dentro del dispositivo Android. 
Los sensores dependiendo de su funcionamiento pueden encontrarse conectados a 
entradas que usan módulos ADC, entradas usadas para usar módulo CCP (modo captura, 
comparador y PWM), entrada para usar módulo UART, etc, todo esto dependerá del tipo 
de procesamiento que se dará a la señal obtenida desde el circuito de acondicionamiento 
de cada sensor. 
 
 
Figura 191: Sistema de adquisición de datos ADK 
Fuente: Elaboración Propia 
 
Finalmente, cabe resaltar que para realizar el envío de la información al sistema de 
almacenamiento local se debe de tener una conexión que va desde la placa electrónica 
Open Hardware Arduino ADK a la Tablet Toshiba Excite 10 con sistema operativo 









que permite una comunicación serial de lectura y escritura de la información, como se 
verá más adelante estas dos formas de comunicación serial se usarán ya que además se 
requiere enviar el geo-posicionamiento del robot obtenido del módulo gps que se 
encuentra dentro de la Tablet. 
Solo hasta una cantidad máxima de cuatro sensores tendrán una gráfica correspondiente 
en tiempo real en el aplicativo Android que se encuentra ejecutándose en la Tablet 
Toshiba Excite 10, los demás no podrán ser monitoreados al realizar las pruebas 
respectivas (para más detalle, ver el Capítulo 7, sección 7.3.1 Diseño de la aplicación del 
Ganymede Monitor ADK System). 
5.3.2.3. Infraestructura  
En este tipo de sistema de adquisición de datos está habilitada para ambas  infraestructuras 
de comunicación: 
 Infraestructura de Comunicación Local o cableada 
 Infraestructura de Comunicación Inalámbrica 
La infraestructura de comunicación Local está compuesta por los siguientes 
componentes: 
a. Sensores 
b. Circuitos de Acondicionamiento 
c. Tarjeta electrónica Open Hardware Arduino Mega ADK for Android R3 
Debido a que la infraestructura de comunicación inalámbrica se encuentra descrita a más 
detalle en la sección de diseño del Sistema de comunicaciones Inalámbricas, solo se 
describirá en esta sección la conexión electrónica que hay entre el Arduino ADK y el 
módulo de comunicación inalámbrica. 
a. Sensores  
En el  alcance definido en esta investigación se tienen los siguientes sensores de las 
variables ambientales: 
 Sensor de polvo (Niveles de concentración de unidades particulares de polvo) 
 Sensor de CO2  (Nivel de CO2 contenido en el aire) 
 Sensor de Temperatura (Nivel de Temperatura) 
 Sensor de Humedad (Cantidad de humedad encontrada en el ambiente) 
A continuación se hablará de cada uno de ellos, su funcionamiento, sus especificaciones 
técnicas y la ubicación del sensor en el sistema Robótico. 
 
214 
1. Sensor de Polvo Groove Dust Sensor 
El sensor de polvo Groove Dust Sensor (Ver Figura 192) es un dispositivo que mide el 








Su funcionamiento físico se basa en la ubicación de un fotodiodo emisor que se encarga 
de enviar un haz de luz a través de un lente (Figura 193), por otro lado un foto transistor 
se encarga de medir el nivel de luz que es reflejado a este para así medir el nivel 
interferencia que hay debido al polvo en el área de detección. 
 
 




 Fácil mantenimiento, alta sensibilidad por un largo tiempo. 
 Salida Dual para un tamaño de partícula  por encima de 1 micrón y hasta 2.5 
micrones. 
 Fácil Instalación y es compacto y ligero. 
 Detección  estable y sensible no solo con el humo del cigarrillo sino que también 
con el polvo doméstico. 
Especificaciones Técnicas 
 








Fuente: Elaboración propia 
 
Funcionamiento Lógico  
Para poder explicar el funcionamiento lógico de este sensor es necesario primero 




Figura 194: Configuración de pines del sensor groove dust sensor 
Fuente: http://wiki.seeedstudio.com/Grove-Dust_Sensor/ 
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De los cuales solo son necesarios trabajar con los pines 1,3 y 4, los otros dos pines son 
usados para modificar el umbral de precisión de la muestra. Este sensor tiene un 
funcionamiento de Lógica negativa, en el cual mediante un tiempo determinado de 
muestra se mide el ancho de pulso que se encuentra en estado bajo el pin 4 de salida del 
sensor. Estos tiempos de estado bajo se van acumulando en una variable de medición 
tiempo en estado bajo llamada LPO (Low Pulse Occupancy), el valor que contenga esta 
variable será proporcional al nivel de concentración de polvo que hay en el ambiente 














Figura 196: Curva característica del sensor groove dust sensor 
Fuente: http://wiki.seeedstudio.com/Grove-Dust_Sensor/ 
 
El tiempo de muestreo que se recomienda, es de 30 segundos (Ver Figura 195) y se mide 
el tiempo LPO total que  viene a ser calculada como la suma de LPOs que existen en la 
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unidad de tiempo de 30 segundos, una vez que se ha medido el LPO total se procede a 
calcular el tiempo total que aproximadamente es de 30 segundos (puede ser mayor) y se 
saca el porcentaje en que se ha tenido el pulso en estado bajo en todo es te tiempo. 
Una vez obtenido el ratio a partir del comportamiento característico del sensor se obtiene 
la cantidad de partículas existentes  por 0.01 pie cúbico. 
El comportamiento característico está dado por la siguiente gráfica y ecuación que se 
observa en la Figura 196. 
La ecuación (385) (SeedStudio, 2018) calcula el nivel de concentración de partículas por 
0.01 pie cúbico, con x siendo el ratio o porcentaje del LPO total entre el tiempo que llevo 
tomar la muestra. 
𝑦 = 1.1𝑥3 − 3.8𝑥2 + 520𝑥 + 0.62  (379) 
Conexión con el Arduino ADK development Kit 
La conexión del sensor de polvo Grove Dust Sensor conecta el pin de salida de la data 




Figura 197: Esquema de conexión del sensor de polvo  
Fuente: Elaboración propia 
 
Ubicación en el sistema Robótico 
El lugar donde se ubicará este sensor es en la esquina superior izquierda del robot tal 
como se muestra en la Figura 198 y Figura 199.  
Asimismo el sensor necesitará que no esté completamente cubierto, ya que este necesita 
estar en contacto directo con el ambiente para así medir la cantidad de polvo en el 




Figura 198: Ubicación del sensor de polvo en el plano transversal (Vista sin cápsula Protectora) 




Figura 199: Ubicación del sensor de polvo en el plano frontal (Vista con capsula Protectora) 
Fuente: Elaboración propia 
 
2. Sensor  de CO2 Groove CO2 Sensor 
El sensor de CO2 MH-Z16 (Ver Figura 200),  es un sensor infrarrojo de alta sensibilidad  














El sensor CO2 MH-Z16 es de propósito general, el cual hace uso de un dispositivo 
infrarrojo no disperso con el fin de detectar CO2 en el aire, con buena selectividad, 
dependiente del oxígeno y de larga vida. Además también lo conforma un sensor de 
temperatura y su comunicación es de fácil manejo a través de la interfaz UART que 
permite comunicar de manera asíncrona dos dispositivos electrónicos. 
Sus aplicaciones son ampliamente utilizados en el monitoreo de calidad ambiental del 
aire, monitoreo de procesos industriales y seguridad, agricultura y procesos de 
producción. 
Características Físicas 
 Bajo Consumo 
 Alta Sensibilidad y alta resolución 
 Métodos de adquisición de datos: UART, voltaje señal análoga, Onda PWM. 
 Respuesta rápida 
 Compensación de temperatura, excelente salida lineal. 
 Buena estabilidad. 
 Larga duración. 
 Buena robustez para la interferencia por vapor 
 Tecnología Limpia 
Especificaciones Técnicas 
 
Tabla 26: Especificaciones técnicas del sensor groove CO2 sensor 
 
Fuente: Elaboración propia 
 
Funcionamiento Lógico 
Para poder explicar el funcionamiento lógico de este sensor es necesario primero 
especificar la configuración y asignación de sus pines. 
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Figura 201: Configuración de pines del sensor groove CO2 sensor 
Fuente: http://wiki.seeedstudio.com/Grove-CO2_Sensor/ 
 
Según la Figura 201, los pines que se usará para la adquisición de datos de la variable 
ambiental CO2 son los pines 4 y 3 para la alimentación y los pines 5 y 6 para la 
comunicación UART del Arduino ADK, con el microcontrolador que gestiona la 
información del sensor de CO2. Existen dos modos de operación bien usados el modo 
PWM, y el modo de comunicación UART. 
Debido a que el modo más directo es de comunicación UART, entonces se seleccionará 
este método de adquisición, sin embargo, vale hacer la observación de que este modo 
utiliza dos pines en vez de dos. 
Para hacer uso del modo de operación UART con este tipo de sensor, es necesario definir 
los comandos que conforman el protocolo de comunicación del microcontrolador interno 
del sensor. 
 








La lista de bytes usados para identificar los comandos de comunicación es mostrada en la 
Tabla 27. Como vemos el comando que lleva la información de la concentración de CO2 
es el 0x86, por tanto siguiendo el protocolo de comunicación la  trama completa para 
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realizar una petición de lectura del nivel de concentración de gas CO2 es la mostrada en 
la Tabla 28. 
 
Tabla 28: Trama de petición de lectura al sensor de CO2 
  
Fuente: http://wiki.seeedstudio.com/Grove-CO2_Sensor/  
 
Una vez que el Arduino, ha enviado la trama de petición, el microcontrolador que gestiona 
la información del sensor de CO2, devuelve la trama descrita por la Tabla 29, la cual 
contiene la información del nivel de concentración de gas CO2. 
 










En Tabla 30 y 31 muestran las tramas usadas para dar mantenimiento al sensor. 
 




Como se ha podido observar cada trama contiene 9 bytes e inicia con el byte 0xFF. La 
trama de respuesta que retorna el sensor de CO2 contiene la información de nivel de 
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concentración de gas CO2 en los bytes 2 y 3, adicionalmente se tiene entendido que el 
byte 4 muestra el nivel de temperatura ambiental. 
 
Tabla 31: Trama de calibración de punto desplazado del sensor de CO2 
Fuente: http://wiki.seeedstudio.com/Grove-CO2_Sensor/ 
 
El cálculo del checksum está determinado por la Ecuación (386) (SeedStudio, 2018). 
𝑐ℎ𝑒𝑐𝑘𝑠𝑢𝑚 = (𝑖𝑛𝑣𝑒𝑟𝑡(𝑏𝑦𝑡𝑒 1 + ⋯+ 7)) + 1 (380) 
La suma del byte 1 hasta el byte 7 inclusive con el checksum es igual a 256. 
Consideraciones de operación 
A. Prohibido realizar un corte a cualquiera de los pines. 
B. No usar el sensor en un ambiente de gran cantidad de polvo por mucho tiempo. 
C. El sensor debe ser calibrado cada cierto tiempo, con un intervalo de ciclo que no 
sea menor de seis meses. 
Conexión con el Arduino ADK development Kit 
El sensor de CO2, utiliza para la transmisión de datos, dos pines de comunicación UART 
que van conectados a los pines 10 y 11 de la placa electrónica Arduino ADK. Los demás 










Figura 202: Esquema de conexión del sensor de CO2  
Fuente: Elaboración propia 
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Ubicación en el sistema Robótico 
La posición en donde se encontrará este sensor será a la misma altura en la que se 




Figura 203: Ubicación del CO2 sensor groove en el plano transversal,  (Vista sin capsula Protectora) 











Figura 204: Ubicación del CO2 sensor groove en el plano frontal,  (Vista sin capsula Protectora) 
Fuente: Elaboración propia 
 
En la Figura 203 podemos observar más detalladamente la ubicación en la que se 
encuentra el sensor. Asimismo, tal y como se muestra en la Figura 204, el sensor CO2 
Sensor Groove se encontrará  a la misma altura que el sensor de polvo. 
3. Sensor de Temperatura LM35 
El sensor de temperatura LM35 (Ver Figura 205) es un sensor de temperatura con una 
precisión calibrada  de 1 °C. Su rango de medición abarca desde -55 °C  hasta 150 °C. La 
salida es prácticamente lineal y cada grado Celsius equivale  a 10 mV, por lo tanto: 
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 150 °C =  1500 mV. 
 -55 °C = -550 mV. 
 
 
Figura 205: Módulo sensor temperatura LM35  
Fuente: http://www.instructables.com/id/Measuring-Tempurature-Using-AVRATmega32-MCU/ 
 
La serie LM35 de circuitos integrados son sensores cuyas ventaja principal es la de no 
tener la necesidad de calibración como otros sensores calibrados en grados Kelvin. Estos 
sensores no requieren de una calibración externa para proveer una precisión de +-1/4 ˚C 
en el límite inferior a +-3/4 en el límite superior del rango de -50 ˚C a 150 ˚C. Además 
este sensor posee un bajo sobrecalentamiento en momento de operación, una impedancia 
de salida baja y una salida de comportamiento lineal, lo que le hace ideal para la lectura 
especialmente fácil. 
Configuración de pines y sus funciones 
Según la Figura 206 se muestra  el sensor de temperatura LM35 LP package utilizado 
para este proyecto y la configuración de sus pines. Finalmente en la Tabla 32 se muestra 
las funciones de cada pin.  
 
 




Vout: Es el pin de salida del voltaje del sensor de temperatura analógica, esta es la señal 
que será acondicionada para luego tratarla a través de un microcontrolador y realizar la 
respectiva codificación. 
GND: Es el pin que se conecta a tierra. 
+Vs: Es el pin de alimentación de energía eléctrica. 
 
Tabla 32: Funciones de cada pin del sensor LM35 
Fuente: LM35 Precisión Centigrade Temperature Sensors DataSheet 
 




∗ 𝑇 (381) 
Dónde:  
A. Vout es el voltaje de salida del LM35 
B. T es la temperatura medida en grados centígrados. 
 
 
Figura 207: Niveles de voltaje en los pines del sensor LM35 




b. Diseño del circuito de acondicionamiento para el sensor LM35 
Cálculo de la Ganancia 
Para realizar el diseño del circuito de acondicionamiento de la señal de salida del sensor 
de Temperatura, es necesario tener los siguientes parámetros de diseño obtenidos del 
datasheet del LM35. 
Tabla 33: Parámetros de diseño 
 
Fuente: LM35 Precisión Centigrade Temperature Sensors DataSheet 
 
Según la Tabla 33 de diseño, se observa que se tiene una precisión de  +- 0.5C a los 25 
˚C y que en todo el rango se tiene un error de +- 1˚C. 
Rango de operación en el cual se encontrará trabajando el sensor será: <0:150> 
Centígrados. 
También se observa que la ganancia proporcional es de 10 mV/˚C con lo cual sabiendo 
que el microcontrolador opera con niveles TTL de 0 a 5V, entonces se necesita 
acondicionar la señal de  salida. 
Teniendo la función de transferencia de la Ecuación 388, se tiene que desde el rango <
0: 150 >˚C se tiene una salida de 𝑉𝑜𝑢𝑡 =< 0: 1.5 > 𝑉𝑜𝑙𝑡𝑖𝑜𝑠 (Ver Figura 208) 
 
 
Figura 208: Sistema de acondicionamiento de la señal 
Fuente: Elaboración propia 
 
Por tanto la ganancia del proceso de amplificación de la señal que se debe de establecer 
es obtenido por la relación proporcional entre la entrada y la salida del circuito de 







  (382) 
 (Ecuación de ganancia de acondicionamiento de la señal) 
<0 V:1.5V> <0 V:5V>
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Una vez conseguido la ganancia del circuito de acondicionamiento se propone a realizar 
el diseño del circuito de acondicionamiento de la señal. 
Selección de los elementos de la amplificación 
Se necesita diseñar un circuito que amplifique la señal analógica de entrada por una 
ganancia de 10/3. 
Se hace uso de un circuito amplificador OP-AMP para poder realizar la amplificación 
de la señal sin la necesidad de alteración de frecuencia de la señal en su operación. 
La Tabla 34 muestra alguno de los circuitos amplificadores usados para tal objetivo. 
 
Tabla 34: Códigos de circuitos operacionales 
 
Fuente: Circuitos www.onsemi.com 
 
Según lo que podemos observar el que mejor se adapta para las necesidades de operación 
es el circuito amplificador LM324 que opera en un rango de temperatura desde -55 ˚C 
hasta 125 ˚C. La Figura 209 muestra la configuración de entrada no inversora del 
amplificador operacional seleccionado. 
 
 
Figura 209: Configuración de entrada no inversora 


























Para realizar el cálculo de la relación de resistencia del diseño se toma en cuenta: 
𝑉𝑑 = 𝑉3 − 𝑉2  (383) 
𝑉1 = 𝑉12 + 𝑉2  (384) 
Considerando la impedancia infinita: 
𝐼𝑅2 = 𝐼𝑅1  (385)  
𝑉1 = 𝐴𝑑 ∗ 𝑉𝑑  (386) 
De (390) y (391) se obtiene lo siguiente: 
𝑉1 = 𝑉2 ∗
𝑅1
𝑅2
+ 𝑉2 (393) 
Dónde  
𝑉𝑑: Es el voltaje diferencial en las entradas del amplificador 
𝑉2 𝑦 𝑉3: son voltajes de la entrada del amplificador. 
𝑉1: Es el voltaje de salida (Configuración no inversora por tanto este será mayor que cero). 
Consideraciones ideales 
 𝐴𝑑: Ganancia diferencial de Tendencia a un valor infinito. 
 𝐴𝑐: Ganancia Común de tendencia nula. 
 Impedancias de Entrada Infinita. 
 Impedancia de salida de tendencia nula. 
Tomando las consideraciones ideales se obtiene: 
𝑉𝑑 = 0 
De (389), 𝑉2 = 𝑉3 y reemplazando en (393) se obtiene: 




Agrupando se obtiene: 




Lo que verifica que el circuito de acondicionamiento debe tener  una ganancia en 
relación a las resistencias de: 
𝐺 = 1 +
𝑅1
𝑅2
  (395) 







A condición del mercado y del diseño, se tomará 𝑅1 = 7𝐾Ω y 𝑅2 = 3𝐾Ω 
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Conexión con el Arduino ADK development Kit 
La conexión que mantiene el circuito de temperatura (Sensor de temperatura con su 
circuito de acondicionamiento) con la placa electrónica  Arduino ADK está definido por 
la Figura 210, donde el pin de salida del amplificador  del circuito de temperatura va 
conectado al pin de entrada analógica A0 de la placa electrónica Arduino ADK, los demás 
pines van conectados a fuentes de polarización cero y tierra. 
 
 
Figura 210: Esquema de conexión del sensor de LM35 
Fuente: Elaboración propia 
 
 
Figura 211: Esquema de circuito de acondicionamiento del LM35 
Fuente: Elaboración propia 
 
Ubicación del Sensor LM35 en el sistema  Robótico 
La ubicación del sensor de temperatura LM35 se encuentra  en la parte posterior del 












Figura 212: Ubicación del sensor LM35 en el plano transversal,  (Vista sin capsula Protectora) 
Fuente: Elaboración propia 
Sensor de Humedad DTH11 
El sensor de humedad DHT11 (Ver Figura 213), es un sensor digital que maneja un 
protocolo único para la transferencia de información tanto del valor de la temperatura 
como el valor de la humedad, es un sensor de alta precisión y de bajo consumo ideal para 
la autonomía que necesita el sistema robótico en la toma de la información para su misión. 
La única interfaz de comunicación que maneja el sensor es de manera serial que le permite 
realizar una transmisión de hasta 20 metros de conexión wireline. 
 
 





A. Tamaño reducido. 
B. Bajo Consumo. 
C. Capacidad para transmitir hasta 20 metros. 




Tabla 35: Especificaciones técnicas del sensor DTH11 
Fuente: Elaboración propia 
 
Funcionamiento Lógico  
Para poder explicar el funcionamiento lógico de este sensor es necesario primero 
especificar la configuración y asignación de sus pines. 
Según la Figura 214 de los cuatro pines que conforma el sensor, solo tres son utilizables. 
Dos pines son usados para la alimentación y el pin restante es usado para la lectura de la 
señal que contiene la información de la humedad relativa. 
 
 




El sensor DHT11 no usa una interfaz serial estándar como puede ser UART, SPI, etc. 
Este utiliza un protocolo relativamente simple para la comunicación con el 
microcontrolador que se encuentra dentro del sensor digital. 
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Señal de envío al sensor DHT11 
Como se puede observar en la Figura 215, la señal en color rojo indica que el 
microcontrolador  se encuentra enviado un señal en bajo al sensor DHT11 por un tiempo 
mínimo de un total de 18 ms. Posterior a la señal en estado bajo el microcontrolador debe 
cambiar de estado y mantenerse en alto por 20 a 40 µs. 
Señal de respuesta del sensor DHT11 
Después que el sensor haya enviado su señal de solicitud, el sensor DHT11 responde con 
un protocolo compuesta por dos partes (Ver Figura 216): 
La primera parte es una señal compuesta por un par de estados binarios que empieza en 
bajo y en alto con la misma cantidad de tiempo de 80 µs (indica que la  comunicación fue 
exitosa). 
La segunda parte del protocolo lo conforma la data, que se cuenta partir de la segunda 
señal. Esta parte está compuesta por pares de estados binarios que inician siempre  con 
estado bajo a 50 µs y que terminan con estado alto con tiempos de duración distintos que 
siguen la siguiente regla: 
a. Si el pulso en alto demora  entre 26 a 28 µs entonces el bit del par de dígitos 
binarios es 0. 
b. Si el pulso en alto demora 70 µs entonces el bit del par de dígitos binarios es 1. 
Así el sistema enviará 40 bits o 40 pares de estado binario, todos iniciando con estado 
bajo a 50 µs. Con estos 40 bits se tiene un total de 5 bytes que indican lo siguiente: 
1. El primer  byte: Es la parte entera de la humedad relativa. 
2. El segundo byte: Es la parte decimal de la humedad relativa. 
3. El tercer byte: Es la parte entera de la temperatura. 
4. El cuarto byte: Es la parte decimal de la temperatura. 
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Figura 216: Protocolo de señal de respuesta del sensor DTH11 
Fuente: Elaboración propia 
 
Características Eléctricas 
Condiciones de operación: VDD=5V, T = 25˚C. 
Las Caracteristicas eléctricas se muestran enl la Tabla 36. 
 
Tabla 36: Características eléctricas del sensor DTH11 
 
Fuente: Elaboración propia 
 
Conexión con el Arduino ADK development Kit 
La conexión que el sensor mantiene para conectarse con la placa electrónica Arduino 
ADK tiene la misma configuración tal y como se muestra en la Figura 217. 
 
 




Las Figuras 218 y 219 muestran el diagrama de conexión del circuito de Humedad con la 
placa Arduino ADK DHT11 basada en la Figura 214. 
En la Figura 218  se observa que el pin de salida de datos (DATA) va conectado al pin de 
entrada 2 del Arduino ADK y los demás pines van conectados a fuente y tierra. 
El único componente adicional que se le añade es una resistencia PULL-UP al pin de 
datos del sensor de humedad, tal como se muestra en la Figura 219. 
 
 
Figura 218: Esquema de conexión del sensor DTH11 
Fuente: Elaboración propia 
 
 
Figura 219: Resistencia PULL-UP del sensor DTH11 
Fuente: Elaboración propia 
 
Ubicación del Sensor DHT11 en el sistema  Robótico 
La ubicación del sensor de temperatura DT11 se encuentra  a la derecha del sensor  de 
LM35 y la misma altura que este, tal y como se muestra en la Figura 220. 
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Figura 220: Conexión del sensor DTH11 
Fuente: Elaboración propia 
 
c. Tarjeta Electrónica Open-Hardware Arduino ADK for Android R3 
La tarjeta electrónica Open-Hardware Arduino ADK (Ver Figura 221) es un sistema 
electrónico embebido compuesto por el microcontrolador ATMega2560. Además de las 
distintas interfaces estándar conocidas en la tarjeta Arduino Común, tiene un puerto Host 
USB  con la capacidad de conectar dispositivos basados en Sistema operativo Android. 
El modo de comunicación lo hace a través del microcontrolador  MAX3421E, que 
permite agregar capacidad de comunicación a través de un puerto USB mediante la 
especificación estándar SPI. 
 
 
Figura 221: Arduino mega ADK for android 
Fuente: https://store.arduino.cc/usa/arduino-mega-adk-rev3 
 
Esta  tarjeta electrónica tiene 54 pines digitales de entrada/salida, de los cuales 15 son 
usadas como salidas PWM, 16 entradas analógicas, 4 UARTs (puertos de comunicación 
Serial), un cristal oscilador de 16MHz, una conexión USB, una interfaz ISCP y botón 
reset. En la versión R3 que es la que se usará para este proyecto y esta tiene las siguientes 
características adicionales: 
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A. Se añadió las capacidad de Comunicación Síncrona mediante la agregación de los 
pines de SDA y SCL 
B. Se mejoró el circuito  de reseteo. 
Se usó las siguientes capacidades del Arduino ADK para este proyecto: 
1. Módulo de conversión Análogo digital (pin A1). 
2. Modo de Comunicación Serial UART (pin TXRX). 
El Arduino ADK utiliza el módulo de conversión análogo-digital para codificar la señal 
acondicionada y hacer la partición indicada de bytes para enviar esa información al 
sistema Android vía interfaz SPI (interfaz de periférico Serial). 
Adicionalmente el Arduino utiliza los métodos de adquisición de datos ya mostrados 
previamente para obtener la información ambiental de cada sensor, y de ser el caso usara 
las curvas características de este para obtener el valor resultante  de la variable ambiental 
a partir de la lectura entregada por el sensor. 
Especificaciones técnicas 
 
Tabla 37: Especificaciones técnicas del arduino ADK 
Característica Tipo/Valor 
Microcontrolador ATmega2560 
Voltaje de operación 5V 
Voltaje de entrada (recomendado) 7-12V 
Voltaje de entrada (límite) 6-20V 
Pines digitales de entrada y salida (I/O) 54 (15 salidas PWM) 
Pines de entrada analógica 16 
Corriente DC por pin de entrada y salida 40 mA 
Corriente DC por pin de nivel de voltaje de 
3.3V 
50 mA 
Memoria Flash 256 KB (8 KB used by bootloader) 
SRAM 8 KB 
EEPROM 4 KB 
Velocidad del reloj 16 MHz 
Chip de puerto USB MAX3421E 
Longitud 101.52 mm 
Ancho 53.3 mm 
Peso 36 g 
Fuente: Elaboración propia 
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Comunicación Arduino ADK- Toshiba Excite 10 Android 4.0.3 
Para realizar la persistencia de la información tomada de las variables ambientales dentro 
del sistema de almacenamiento local, la tarjeta Arduino debe realizar una comunicación 
Maestro esclavo vía interfaz SPI con la Tablet Toshiba Excite 10. 
Ambos dispositivos (Arduino ADK y Android) se comunican mediante el protocolo 
OpenAccesory 2.0 que permite que un hardware USB externo interactúe con dispositivos 
Android externos en modo Accesorio. 
Las especificaciones eléctricas son las mostradas en la Tabla 38: 
 
Tabla 38: Especificaciones eléctricas Android development Kit 
Nivel de Corriente Nivel de Voltaje 
500mA 5 V 
Fuente: Elaboración propia 
 
Debido a la especificación ADK obtenido de las fuentes de google (Android Developers, 
2013), se sabe que los lanzamientos de los dispositivos ADKs  proveen código fuente  y 
especificaciones de hardware, que permiten el proceso de desarrollo a alto nivel de la 
comunicación que tendría un programa hecho en un sistema operativo Android para 
comunicarse con algún dispositivo que soporte dicho protocolo. 
La última especificación del ADK es la de año 2012, la cual está basada la plataforma 
open hardware electrónica Arduino, además se le especificó mayores extensiones  de 
hardware y software que permitieron la comunicación con dispositivos Android de 
manera más sencilla y directa. 
La especificación que se usa en este proyecto es la ADK 2012, que está compuesto por 
dos principales componentes de hardware: 
1. Tarjeta principal de procesamiento contiene el microprocesador, las 
conexiones USB, pines de entrada y salida diversos y conector de poder. La 
tarjeta puede ser removida y usada separadamente desde el resto del hardware. 
2. La placa principal contiene sensores, LEDs, entradas de control, 
amplificadores de audio y bocinas de salida. 
Protocolo de comunicación utilizado para la comunicación Arduino ADK- Android 
Teniendo en cuenta que la placa electrónica Open Source Arduino ADK establecerá 
comunicación con el dispositivo Android se debe establecer un protocolo de 
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comunicación que sea interpretado por todos los dispositivos que interactúan en el 
proceso de la información. 
Los mensajes son enviados y recibidos vía flujos de bytes, en una aplicación Android esto 
es hecho al leer o escribir en objetos de flujos de entradas o salidas de un archivo especial. 
Por el lado de Arduino, la clase AndroidAccesory provee métodos de lectura y escritura 
de mensajes. Debido a que no había restricciones de que protocolo de comunicación se 
usaba, entonces para empezar se tomó como ejemplo el protocolo usado por google en un 
ejemplo Demo al tener múltiples LEDs y conectores Servos, para direccionar 
apropiadamente y establecer los pines destinos por los cuales iban conectados estos 
dispositivos electrónicos. 
Según la Tabla 39, el protocolo establecido por Google en su demoKit inicia con un byte 
comando que indica el tipo de dispositivo electrónico que se está utilizando, en esta 
sección del proyecto, los únicos dispositivos a usar son sensores que envían la señal a la 
placa electrónica Arduino ADK. 
 
Tabla 39: Protocolo de mensajería definido por google en su demoKit 
 
Fuente: Beginning Android ADK with Arduino, Bohmer 
 
El segundo Byte, indica el  pin destino al que va estar conectado el sensor en nuestro caso. 
Finalmente el último byte utilizado, es el tercer byte en el que está reservado para el valor 
que mide el sensor. 
 
Tabla 40: Protocolo de mensajería personalizado por mario böhmer 
 
Fuente: Beginning Android ADK with Arduino, Böhmer 
 
Según la Tabla 40, el protocolo de mensajería propuesto  agrega un byte más entre los 
byte de pin de destino y el de mensajes (Böhmer, 2012).  
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El tercer Byte es el checksum que indica el número de bytes que conformará todo el 
mensaje. A partir del cuarto byte se conforma el mensaje que puede tener hasta una 
cantidad de 255 bytes definido en el  ckecksum. 
Según el protocolo establecido por Mario Böhmer, se establece los siguientes comandos 
para cada uno de los sensores mencionados anteriormente y para el módulo de 
geoposicionamiento que proporciona la  Tablet Toshiba Excite 10 (Ver Tabla 41). 
Una vez mencionado todos los componentes que conforman el sistema local y la forma 
en cómo se realizará la comunicación, a continuación se mostrará el flujo utilizado para 
la extracción y procesamiento de la información. 
 
Tabla 41: Lista de comandos según el sensor 
Fuente: Elaboración propia 
 
Programa Arduino ADK 
El programa Arduino ADK es un componente de software cuya tarea principal es la del 
manejo local de la información obtenida del medio ambiente, desde el momento que es 
extraído desde los sensores hasta el punto en que la data ya procesada es enviada a un 
programa de monitoreo y de almacenado de la información. 
Como podemos ver en la Figura 222, el programa inicia con la habitual inicialización de 
variables (Actividad 1): 
1. Variables de Comandos: Variables que identifican cada variable ambiental 
mediante un código de identificación (ID). 
2. Variables de protocolo Open Accesory: Variables utilizadas para el manejo de 
la data de lectura y escritura en la comunicación con el dispositivo Android. 
3. Variables de entradas Sensoriales: Variables utilizadas para la extracción de 
la información obtenida de los sensores y para su posterior procesamiento. 
4. Variables de auditoría: Variables utilizadas para dar seguimiento del buen 
funcionamiento del programa, caso de éxito o error. 
5. Variables de protocolo Xbee: Variables utilizadas para el envío y la recepción 
de la data, en este caso,  en este caso la única variable a ser enviada mediante 
# Numero Sensor Tipo de Variable Ambiental Tipo e Sensor Comando
0 GPS Geoposicionamiento Digital 0x0
1 Sensor Polvo Grove Polvo Digital 0x1
2 Sensor CO2 Grove CO2 Digital 0x3
3 DTH11 Humedad Digital 0x2
4 LM35 Temperatura Analógico 0x4
5 O2 Oxigeno Analógico 0x5
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el sistema remoto es el valor del geoposicionamiento, con la posibilidad de 
que pueda enviarse cualquier otra de ser necesario. 
En la Actividad 2 se configura los pines de entradas y salidas, habilitación de periféricos, 
configuración de comunicación serial UART e inicialización del periférico SPI por donde 
se realizará la comunicación con el dispositivo Android. La Actividad 3  inicia el ciclo de 
trabajo, que es el punto de partida de un ciclo iterativo de tareas, en este caso, de la 
extracción, el procesamiento y envío de la información. 
Antes de pasar a la cuarta actividad, es necesario que haya una conexión con el dispositivo 
Android y que además de eso el buffer de manejo de datos y el Flujo se encuentren 
disponible para poder realizar la comunicación, para esto hay una validación previa de si 
el objeto OpenAccesory, que es el intermediario de la comunicación y el que implementa 
el contrato definido por el protocolo, se encuentre activo. 
En la Actividad 4 se  invoca al subproceso de extracción de datos, encargado de 
configurar los valores de cada comando asociado a un sensor determinado para luego 
obtener la información de este mismo. Debido a que el módulo de geoposicionamiento es 
un sensor más, este también debe de tener un comando como identificador en el sistema 
de adquisición de datos. En este caso el subproceso obtendrá los valores de los parámetros  
metadata usado para hacer una petición de obtención del valor del geoposicionamiento  
proveído por el dispositivo Android. 
Una vez obtenido los datos del REQUEST se hace una petición al programa 
GanymedeMonitorADK (Actividad 5), este interpretará la petición de la solicitud para 
obtener la información del sensor para un determinado comando y un pin de destino, este 
retornará los valores de latitud, longitud y altitud con sus respectivos signos 
empaquetados en un mensaje de respuesta. 
En la Actividad 6 se hace el procesamiento de la información obtenida desde el mensaje 
de respuesta que devolvió el programa en el sistema Android, una vez procesado la 
información se establece el buffer de memoria utilizado para el envío de la información 
del geoposicionamiento mediante el modulo inalámbrico Xbee.  
En la Actividad 7 se hace el envío de la información mediante Xbee a la estación remota 







Figura 222: Diagrama de flujo1 del programa arduino ADK 
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Figura 223: Diagrama de flujo2 del programa arduino ADK 
Fuente: Elaboración propia 
 
Como todo sistema de comunicación de datos, se necesita una operación de trazabilidad 
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entonces es por eso que en la Actividad 8 (Ver Figura 223), se verifica el estado de la 
recepción del mensaje, en caso de ser exitoso o errado se establece los datos de auditoria 
y mediante un diodo LED que indica que la comunicación ha fallado (Actividad 9). 
La Actividad 10 es aquella que ejecuta todo la lógica de negocio de adquisición de datos 
ambientales, es la actividad que tiene el proceso principal, donde se encuentra la lógica 
nuclear del programa. Esta actividad por ser flexible y escalable se encapsuló del proceso 
principal en el subproceso de Extracción de datos, donde se maneja comandos que 
identifican la variable ambiental leída desde cada sensor conectado a la placa Arduino 
ADK. Debido a que el sensor de polvo tiene un comportarmiento en particular, de tener 
una respuesta lenta entonces los únicos comandos eviandos para la extracción de datos 
están en el rango del 1 al 4. 
La Actividad 11 es la encargada de enviar la información procesada de la actividad 
anterior al programa GanymedeMonitorADK que se encuentra ejecutándose en el 
dispositivo Android. 
Una vez que se haya persistido la información en la base de datos manejado por el 
programa GanymedeMonitorADK en el dispositivo Android, En la Actividad 12, se 
procede a enviar la información obtenida desde el sensor consultado al sistema de 
monitoreo remoto, a través del módulo de comunicación inalámbrica . 
En la Actividad 13 limpia los buffer y la unidades de memoria usada para el envío de la 
información leída del sensor al sistema remoto. 
Antes de pasar a la Actividad 14, se valida que se haya leído todos los sensores 
ambientales conectados a la placa electrónica Arduino ADK, en caso contrario debe 
retornar a la Actividad 10  a hacer la lectura del siguiente sensor conectado a la placa 
Arduino ADK. 
En la Actividad 14, se realiza la limpieza del buffer y las unidades de memoria usadas 
para la transmisión de la información del Geoposicionamiento por Xbee y la información 
enviada al dispositivo Android. 
Finalmente, en la Actividad 15 se hace  la sincronización con el sistema de adquisición 
de datos Secundario, para que este pueda iniciar todo el proceso que se necesita para 
transferir la información de los sensores restantes hasta el sistema de centralización de 
datos ambientales Ganymede Monitor. 
Diagrama del Subproceso: “Ejecuta lógica de extracción de datos” 
Se procede a describir el diagrama de flujo del subproceso  de  la lógica de extracción de 
datos, mostrada en la Figura 224. 
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Figura 224: Diagrama de flujo  “Ejecuta lógica de extracción de datos” 
Fuente: Elaboración propia 
 
En la Actividad 1 se obtiene el valor del comando por el cual se va seleccionar el sensor 
al que se le va a extraer la información. 
2. Logica de Negocio: Extracción de datos
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La siguiente actividad está compuesta por una lógica de control de estructura selectiva en 
la que según el valor del comando se realiza una lógica de negocio distinto. 
Esta lógica de negocio es una lógica de extracción distinta para cada uno de los sensores 
y este fue encapsulado en una función especializada para cada sensor.  
Las siguientes lógicas de extracción se obtienen dependiendo del valor del comando: 
 Comando = 0 (Lógica de extracción del sensor de Geopocisionamiento) 
1. Inicialización de variables donde se establecerá la trama de petición a enviar 
al programa que se encuentra ejecutándose en el dispositivo Android. 
2. Se establece los parámetros de entrada utilizados para la petición de envío al 
programa ejecutándose en el dispositivo Android. 
Este Comando no es llamado debido al caso particular de extracción del sensor 
de polvo. En caso se tenga sensor de respuesta rápida esta opción se habilitará y 
se podrá enviar el valor del geoposicionamiento. 
 Comando = 1 (Lógica de extracción del sensor de polvo) 
1. Se inicializa las variables usadas para almacenar la información del valor del 
polvo.  
2. Se mide el  pulso de permanencia en bajo  total por 30 segundos, al realizar la 
suma de todos los tiempos que la variable de entrada se encuentra en bajo 
3.  Una vez obtenida el valor del LPO, se procede a obtener el valor de la 
concentración del polvo, al aplicar la ecuación característica del mismo sensor. 
4. Debido a que el tiempo que llevo a tomar la información del sensor demoro 
30s, entonces se procede a llamar al servicio de obtención y envío del 
Geoposicionamiento al sistema de monitoreo central Ganymede Monitor. 
 Comando = 2, Lógica de extracción del sensor de humedad 
1. Se inicializa las variables usadas para almacenar la información del valor del 
humedad 
2. Siguiendo el protocolo del sensor se envía el pulso de inicio por un tiempo 
mínimo de 18 ms. 
3. Se recibe la lectura de señal de respuesta inicial por un tiempo de 160us. 
4. Se almacena los 5 bytes de la trama de lectura obtenida desde el sensor. 
5. Se obtiene los dos primeros bytes que está relacionado a la información del 
sensor. 
 Comando = 3, Lógica de extracción del sensor de temperatura 
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1. Se inicializa las variables usadas para almacenar y procesar la información del 
valor de temperatura obtenido desde el sensor LM35. 
2. Se hace la lectura del sensor al usar el conversor Análogo-Digital. El valor 
obtenido por el conversor Análogo-Digital es un valor codificado, que es 
proporcional al voltaje de entrada provista por la salida del circuito de 
acondicionamiento del sensor  LM35. 
3. Se usa la ecuación característica para obtener el valor de la temperatura. 
 Comando = 4, Lógica de extracción del sensor de CO2 
1. Se inicializa las variables usadas para almacenar y procesar la información del 
valor obtenido por sensor de CO2. 
2. Envío de la trama de petición al sensor para la obtención del valor de  CO2. 
3. Cálculo del checksum para la trazabilidad de haberse realizado de manera 
exitosa la comunicación con el sensor de CO2. 
4. Extracción del valor de temperatura y CO2 obtenido de la trama de respuesta 
de acuerdo al protocolo anteriormente mencionado. 
Subproceso de Servicio de obtención y envío de Geoposicionamiento. 
El subproceso se divide en cuatro actividades tal y como se muestra en la Figura 225.  
 
 
Figura 225: Diagrama de flujo “Servicio de Geoposicionamiento” 
Fuente: Elaboración propia 
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La Actividad 1 realiza la configuración necesaria para hacer una petición de solicitud de 
información  al programa GanymedeMonitorADK. 
Una vez establecido estos parámetros de petición, en la Actividad 2 se procede a enviar 
estos datos al programa GanymedeMonitorADK, el cual se ejecuta en el dispositivo 
Android. 
En la Actividad 3 se procede a leer los datos de respuesta que envía el programa 
GanymedeMonitorADK, para así procesarlos y enviar el valor del Geoposicionamiento 
en la Actividad 4 a través del módulo de comunicación inalámbrica Xbee. 
Diagrama eléctrico de la placa Open Hardware Arduino (Ver Figura 226) 
 
 
Figura 226: Esquema de circuito del de la tarjeta arduino mega ADK 
Fuente: https://www.arduino.cc/en/Main/ArduinoBoardADK 
 
Conexión de la placa Arduino ADK 
 
 
Figura 227: Esquema de conexión del de la tarjeta arduino mega ADK 
Fuente: Elaboración propia 
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Figura 228: Esquema de conexión de la estación de sensores 
Fuente: Elaboración propia 
 
Las Figuras 227 y 228 muestra los diagramas de conexionado entre la placa electrónica 
Arduino ADK y los sensores ambientales usados para el proyecto. Estos fueron 
conectados a través de borneras de conexión que fueron cableados entre la parte interior 
y exterior del Robot.  
En resumen los dispositivos principales que conforman la infraestructura total del sistema 
de Adquisición de datos Principal son los siguientes: 
a. Sensores 
b. Circuitos de Acondicionamiento 
c. Arduino Mega ADK 
d. Tablet Toshiba Excite 10, versión Android 4.0.3. 
e. Módulo de comunicación inalámbrica Xbee (Se hablara de los módulos Xbee 
y su forma de comunicación más adelante) 
5.3.2.4. Sistema de Adquisición de Datos Secundario  
El sistema de Adquisición de datos secundario es un sistema de conexionado modular, el 
cual permite la interconexión e integración de sensores sin ocasionar impacto alguno al 
programa principal de Adquisición de datos que maneja el Arduino ADK. El diseño de 
este sistema modular fue realizado bajo un arquitectura de red bus I2C, bajo una 
comunicación maestro esclavo. En la Figura 229  se observa un ejemplo de la forma de 
conexionado que contempla el sistema de adquisición de datos secundario. Se observa 
también que además del BUS I2C, en la que se establece una comunicación de  Maestro 
esclavo, el Microcontrolador Maestro, tiene la capacidad de enviar toda la información 
recogida por la red inalámbrica a la estación remota. 
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Figura 229: Esquema de conexión al BUS I2C  
Fuente: Elaboración propia 
 
El diseño de este sistema modular fue pensado para dar la flexibilidad en la conexión de 
sensores sin modificar el sistema de adquisición principalmente desarrollado, el cual da 
una cantidad máxima de conexionado de hasta cinco sensores. Sin embargo debido a que 
la mayoría de sensores fue probado con el sistema de adquisición de datos principal, 
entonces solo se ha decidido realizar la implementación de sensado para dos variables 
ambientales: Temperatura y Humedad, siendo esto no limitante para poder escalar la red 
de sensores. 
Los dispositivos que conforman este Sistema de Adquisición de datos modular son:  
 Sensores: Temperatura y  Humedad. 
 Microcontroladores esclavos dedicados y especializados en el procesamiento 
único de cada sensor 
 Microcontrolador Maestro que gestiona y maneja el flujo de la información 
que se transfiere al sistema de centralización de datos remoto. 
 Módulo de comunicación Xbee Series 2 usado para la comunicación 
inalámbrica y el envío de la información a la estación remota. 
5.3.2.5. Infraestructura  
En este tipo de sistema de adquisición de datos se puede reconocer las siguientes 
infraestructuras de comunicación: 
 Infraestructura de Comunicación Local 
 Infraestructura de Comunicación Inalámbrica 
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La infraestructura de comunicación inalámbrica es descrita en la sección 5.4 Sistemas 
de comunicación inalámbrica - Diseño de la red de Comunicación Inalámbrica Zigbee.  
Infraestructura de Comunicación Local 
La infraestructura de comunicación local lo conforman todos los componentes que son 
utilizados para la extracción y  el procesamiento de la información de las variables 
ambientales conectados por el BUS I2C. Se observa que mediante este BUS se conectan 
distintos dispositivos que soportan el protocolo serial síncrono SSP y siguen los 
estándares de conexión del bus I2C desarrollado por la empresa Phillips.  
Se observa que cada  uno de estos Microcontroladores PIC 16F877A se encuentra de 
manera dedicada, realizando el procesamiento de la información obtenido de cada sensor. 
Además dispositivos como conversores análogo-digital que soportan comunicación por 
bus I2C pueden ser conectados al bus de manera que la adquisición de datos de manera 
local es adaptable a los tipos de variables ambientales que se quiera obtener en el ambiente 
de la mina dando como resultado  una red flexible. 
La red de topología BUS I2C soporta la comunicación entre varios esclavos y un master 
que vendría ser un Microcontrolador PIC16F877A que soporta el protocolo MSSP y por 
tanto se puede conectar al BUS I2C. 
 
 
Figura 230: Infraestructura de comunicación local  
Fuente: Elaboración propia 
 
En resumen los dispositivos principales que conforman la infraestructura local son los 
siguientes: 
a) Sensores 
b) Microcontroladores (esclavos) 
c) Microcontrolador  Maestro 
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Circuitos de la Infraestructura de comunicación Local 
Para implementar circuitos Sensor-Microcontrolador Esclavo se debe de tener en cuenta 
que debe haber una relación del Comando establecido en el sistema remoto con la 
dirección del esclavo al que se encuentra asociado el sensor. 
Como se puede observar en la Tabla 42, se ha hecho un mapeo que relaciona la dirección 
de cada Microcontrolador esclavo con su respectivo sensor. 
 
Tabla 42: Mapeo sensor-dirección esclavo 
 
Fuente: Elaboración propia 
 
Cada Microcontrolador va encontrarse sensando de manera dedicada el valor de la 
variable ambiental y solo será interrumpido por el maestro para que este pueda enviar el 
valor sensado hasta el momento. 
Debido a que en la sección anterior se habló sobre cada uno de los sensores, en esta 
sección partiremos hablando a partir de la conexión existente que hay con los 
Microcontroladores Esclavos. 
 Circuito sensor-Microcontrolador Esclavo 
 Circuito Microcontrolador Maestro-Microcontrolador Esclavo 
Conexión del Microcontrolador Maestro bajo la Topología de red Bus I2C 
La Topología de comunicación del sistema de adquisición de datos modular está definida 
tal como se muestra en la  Figura 231, esta sigue la topología de Bus I2C, en el cual tanto 
el Microcontrolador maestro como el esclavo soportan el protocolo MSSP. Estas líneas 
de comunicación necesitan de dos resistencias de pull-up  de 10K ohmios conectadas a 
fuente, para poder tomar las polarizaciones correctas y evitar efectos rebote. 
La ventaja de implementar un comunicación serial sincrónica con topología bus, permite 
a la red local ser bastante flexible, escalable y con facilidad de reutilización de 
componentes de software. De esta manera se da una red fácilmente adaptable a los 
cambios y con facilidad de instalación de cada uno de los componentes que lo conforman. 
Como se podrá observar en la próxima sección, los diagramas de flujo usados para cada 
Microcontrolador reflejan lógica de programación embebida y reutilizable. Solo la 
función orientada a la lógica de extracción de la información del sensor ambiental 
cambiaría de acuerdo al método utilizado para la lectura del sensor.  
Sensor Tipo Dispositivo Conectado Dirección Esclavo Comando
Temperatura Análogica Microchip PIC (Slave 1) 0xa0 0x03
Humedad Digital Microchip PIC (Slave 2) 0xc0 0x02
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Figura 231: Conexión de microcontroladores bajo topología bus I2C 
Fuente: Elaboración propia 
 
Esto promovería a que solo esa parte del código sea modificado  mediante sistemas de 
configuración especializados en programar esta lógica de lectura del sensor.  Esto con el 
fin de cada vez sea más automatizado el proceso de  completar la implementación del 
sistema de adquisición de datos. 
 
 
Figura 232: Plantilla modular de topología bus I2C 
Fuente: Elaboración propia 
 
La Figura 232 muestra el esquema de la plantilla modular del circuito de comunicación 
I2C Maestro-Esclavo, con periféricos de entradas y salidas, comunicación serial síncrona, 
asíncrona, periféricos de alimentación y finalmente periféricos de sincronización entre el 
sistema de adquisición de datos de principal y secundario. 
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Como se puede observar cada bloquecito de color morado, referencia a un circuito 
modular compuesto por el Microcontrolador esclavo y sus respectivas conexiones para 
ser adaptable a la plantilla (Ver Figura 233). 
 
 
Figura 233: Circuito de la unidad modular para el esclavo 
Fuente: Elaboración propia 
 
Se observa que  cada circuito modular esclavo tiene cinco conexiones a la plantilla 
Modular. 
1. Conexión SDA: Es la conexión usada para la transferencia de datos en la red con 
especificación I2C. 
2. Conexión SCK: Es la conexión usada para la sincronización de cada esclavo con 
la red de especificación I2C. 
3. Conexión GND: Usada para la conexión de referencia en común de todos los 
circuitos modulares. 
4. Conexión SIG1: Primer periférico de conexión a la interfaz conectada a los 
módulos sensoriales que se encuentran en la parte externa del sistema robótico 
Ganymede. 
5. Conexión SIG2: Segundo periférico de conexión a la interfaz conectada a los 
módulos sensoriales que se encuentran en la parte externa del sistema robótico 
Ganymede. 
Finalmente, la Figura 234 muestra la ubicación de la plantilla Modular incorporado 
internamente en el sistema Robótico. Como se puede observar este está conformado por 
un Microcontrolador Maestro y varios módulos de Microcontroladores esclavos que se 
conectan a las líneas de comunicación Bus I2C. 
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Figura 234: Plantilla modular de adquisición de datos 
Fuente: Elaboración propia 
 
Diagrama de Flujo del programa del Microcontrolador maestro 
La Figura 235 muestra el diagrama de flujo del programa principal del Microcontrolador 
maestro. El diagrama inicia con la actividad de inicialización de las siguientes variables: 
1. Variables usadas para el envío de datos por módulo Xbee: son el conjunto de 
variables utilizadas para formar el frame tipo Zigbee transmit request definido por 
la API de frames Zigbee. Dado que, como se verá más adelante, los módulos Xbee 
manejan una API que le permite definir un conjunto de  librerías de programación 
y especificaciones basadas en frames (tramas), de tal manera que realicen la 
transmisión de la información de una manera más eficiente. 
2. Además, también se encuentra el buffer del payload del frame Zigbee, que es la 
unidad de memoria donde se almacenara temporalmente el valor de la variable 
ambiental para luego ser empaquetado en la trama de envío de la información del 
módulo Xbee. 
3. Arreglo de direcciones de esclavos: Es el conjunto de bytes que definen las 
distintas direcciones de todos los esclavos que se encuentran asociados a la red 
local. 
4. Buffer de lectura del bus I2C: Es la unidad de almacenamiento temporal donde se 
encontrara la información de la variable obtenida desde un Microcontrolador 
esclavo determinado. 
5. Arreglo de bytes que conforman la dirección del Xbee Coordinador: Es el 
conjunto de 8 bytes que definen la dirección de fábrica del Xbee coordinador.  




Figura 235: Diagrama de flujo del microcontrolador maestro 
Fuente: Elaboración propia 
 
La Actividad 2 inicializa las configuraciones de los periféricos, inicia al LCD, llena el 
arreglo de bytes de la dirección del Xbee coordinador, carga las direcciones de los 
Microcontroladores esclavos, limpia el buffer, las unidades de almacenamiento y 
finalmente habilita interrupciones y resistencias pull-up. En este punto del diagrama de 
flujo, inicia el ciclo de trabajo consultando si ya se hizo la lectura del 
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Geoposicionamiento, el cual es realizado previamente en la lectura del sistema de 
Adquisición de datos principal. 
Para poder realizar una sincronización entre las tareas que realizan el sistema de 
adquisición de datos principal y secundario, se maneja un FLAG de interrupción que 
permite reconocer que el sistema de adquisición principal ya realizó su proceso de 
adquisición de datos  y acaba de enviar el valor del Geoposicionamiento a la estación de 
monitoreo remoto. Este proceso de cambio de flanco por pin RB0 del Microcontrolador 
maestro se maneja por interrupción RBINT. 
Solo en el caso en que RBINT se active por flanco de subida, entonces se indica que se 
puede iniciar el proceso de recolección de la información para enviar a la estación 
remota (Actividad 3), en este caso cambioFlanco=1 (Ver Figura 236). 
En la Actividad 3, se modifica la variable cambioFlanco a 0, para denotar que ya se está 
iniciando el proceso de adquisición de datos.  
En la Actividad 4, se procede a obtener el comando de la variable ambiental respectiva. 
En la Actividad 5, se obtiene la dirección del esclavo que se encuentra relacionado  a la 
variable ambiental correspondiente al comando obtenido en la actividad anterior. 
La Actividad 6 consiste en el llamado al subproceso de la solicitud de información de la 
variable ambiental manejado por el Maestro.  
En la Actividad 7 se almacena en el buffer de lectura, la información enviada por el 
Microcontrolador esclavo y en la Actividad 8, este se muestra en el LCD. 
Finalmente, en la Actividad 9 se procede a transmitir el valor de la variable ambiental por 
módulo inalámbrico Xbee, en caso de que sea el último comando leído entonces vuelve 
a consultar a la variable de control de sincronización cambioFlanco, caso contrario 
procede a realizar el proceso de lectura asociado al comando siguiente. 
 
 
Figura 236: Interrupción por flanco de subida en el RB0 







Diagrama de flujo del subproceso de solicitud del Maestro a los esclavos 
Según la Figura 237, en la Actividad 1, el Microcontrolador maestro inicia el LCD para 
poder mostrar los mensajes que está siendo orquestado por el mismo. Posteriormente en 
la Actividad 2, inicia la operación del bus para ponerlo en modo escritura.  
 
 
Figura 237: Diagrama de flujo de solicitud del maestro a esclavo 
Fuente: Elaboración propia 
 
En la Actividad 3, el maestro envía la dirección del esclavo con el que se entablará la 
comunicación, como primer byte en el BUS I2C.  
En la Actividad 4 se envía el segundo byte, que vendría a ser el byte de posición del buffer 
a leer. Recordemos que el buffer que almacena la información de la variable ambiental es 
un tipo Integer, por lo tanto este tiene una longitud de 32 bits o 4 bytes. En la Actividad 
5 el Microcontrolador maestro lee un byte de los cuatro que conforman al buffer y si en 
caso este es el cuarto byte leído, entonces termina el proceso, en caso contrario procede 
a iniciar un nuevo ciclo empezando por la Actividad 1. 
Estación de sensores del sistema secundario de Adquisición de datos 
Debido a que la sección de sensores y módulos inalámbricos deben ir de manera separada 
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deben están en contacto con el ambiente, entonces se ha implementado una segunda 
estación de sensores tal y como se observa en la Figura 238. 
 
 
Figura 238: Ubicación de la estación de sensores en el sistema robótico 
Fuente: Elaboración propia 
 
La Figura 239, muestra el circuito de la estación de sensores del sistema modular 
conectado a los periféricos que cablearán hacia adentro del Robot donde se encuentra la 
plantilla modular de Microcontroladores Maestro - Esclavo. En él se puede ver el arreglo 
de resistencias para acondicionamiento eléctrico del módulo Xbee (3.3V) y la conexión 
de los dos sensores de temperatura y humedad con los periféricos que conectan a la 
plantilla modular del sistema de adquisición de datos. 
 
 
Figura 239: Ubicación de la estación de sensores en el sistema robótico 
Fuente: Elaboración propia 
 
Sensor de temperatura en el sistema Modular de Adquisición de Datos 
La Figura 240 y Figura 241 muestran la conexión del Microcontrolador PIC 16F877a con  
los periféricos que conectarán al sensor de temperatura. 
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Figura 240: Conexión del microcontrolador esclavo de temperatura 
Fuente: Elaboración propia 
 
 
Figura 241: Temp sensor microcontroller  
Fuente: Elaboración propia 
 
 
Figura 242: Conexión del sensor de temperatura LM35 
Fuente: Elaboración propia 
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De la misma manera la Figura 242 y Figura 243, muestra la conexión del sensor de 
temperatura con los periféricos que conectan al Microcontrolador esclavo. 
 
 
Figura 243: Sensor de temperatura LM35 y su amplificación 
Fuente: Elaboración propia 
 
Diagrama de Flujo Microcontrolador Esclavo-Temperatura 
El Diagrama de flujo (Ver Figura 244) inicia con la habitual inicialización de variables 
(Actividad 1) entre las cuales tenemos: 
1. Variables del Buffer de envío de datos del maestro. 
2. Define arreglo de estados del Bus I2C. 
3. Variable de posición de lectura del buffer. 
4. Buffer compuesto por cuatro bytes para almacenamiento de la temperatura. 
5. Flag de lectura del sensor. 
6. Inicia la configuración de comunicación MSSP, modo esclavo. 
La Actividad 2 inicia las configuraciones de los periféricos de entrada y salida, 
configuración del conversor Análogo Digital, configuraciones de interrupción por MSSP, 
variables de almacenamiento y  el buffer. 
En la Actividad 3 se procede a leer la variable ambiental, para eso invoca al subproceso 
lectura de la temperatura. 
A partir de este punto, el microcontrolador esclavo espera a que el microcontrolador 
Maestro solicite una lectura al esclavo, mientras tanto en la Actividad 4 el 
microcontrolador esclavo se encuentra haciendo una nueva lectura de la variable 
Ambiental (Se llama a la subrutina “Lectura de la Temperatura”). Una vez que llegue la 
solicitud del maestro, en la Actividad 5 se envía la información de la temperatura al 
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Figura 244: Diagrama de flujo del  microcontrolador esclavo temperatura 
Fuente: Elaboración propia 
En la Figura 245 se muestra el diagrama de flujo interrupción MSSP, que es ejecutada de 
manera asíncrona, cuando el Microcontrolador Maestro solicita lectura al 
Microcontrolador esclavo. 
La Actividad 2.1 inicia con la lectura de estado del bus I2C, en caso de que este sea 
diferente de 0x80, entonces indica que el maestro se encuentra escribiendo en el bus. 
El primer byte escrito por el maestro (Estado=0), es la dirección del esclavo al cual va 
solicitar establecer una comunicación para poder obtener el valor de la variable ambiental 
extraída por el Microcontrolador esclavo. 
El segundo byte escrito por el maestro (Estado=1, solicitado en la Actividad 2.2),  es la 
posición que apunta al índice del buffer en donde se va obtener un byte que forma parte 
del buffer. Hay que tener en cuenta que el buffer es un arreglo de bytes de longitud igual 
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a cuatro (Cuatro índices en total), con lo que da un total de 32 bits que es el tamaño de un 
valor Integer. 
En caso el maestro solicite realizar una lectura, el estado del bus I2C es igual a 0x80 
(Estado=0x80), es aquí donde en función del estado actual de la posición se devolverá 
parte de la información de la variable ambiental para finalmente llenar la variable Buffer 
(Ver Actividades 2.3, 2.4, 2.5 y 2.6 de la Figura 245). 
 
 
Figura 245: Diagrama de flujo de subrutina MSSP 
Fuente: Elaboración propia 
 
A partir de este momento los diagramas de flujos serán parecidos al mostrado 
previamente, con algunas variaciones. La única diferencia notable es la lógica de negocio 
que involucra la extracción de la información del sensor, ya que esto depende del 
método de adquisición de datos que se utiliza, sea por Conversor análogo-digital, 
comunicación serial, protocolo personalizado, comunicación MSSP, etc. Es por eso 
que esta lógica de negocio que representa el método de extracción se ha representado a 
través de un subproceso especializado en realizar la extracción de la información.  
El método de extracción utilizado para obtener la temperatura del sensor LM35 con su 
circuito de acondicionamiento respectivo, es el converso análogo-digital.  
Según la Figura 246, se muestra el diagrama de flujo del Subproceso “Lectura de la 
Temperatura”, en el cual inicia con la actividad de inicialización de variables (Actividad 
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valor codificado de la temperatura y su correspondiente en Voltaje. Finalmente, en la 
Actividad 3, se obtiene el valor de temperatura al aplicar la ecuación característica. 
 
 
Figura 246: Diagrama de flujo de lectura de temperatura 
Fuente: Elaboración propia 
 
Sensor de Humedad en el sistema Modular de Adquisición de datos 
La Figura 247, 248, 259 y 250 muestran la conexión del Microcontrolador de PIC16F877a 
con  los periféricos que conectarán al sensor de Humedad. 
 
 
Figura 247: Conexión del microcontrolador esclavo de humedad 
Fuente: Elaboración propia 
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Figura 248: Esquema del microcontrolado del sensor de humedad 
Fuente: Elaboración propia 
  
 
Figura 249: Esquema de conexino del sensor de humedad 
Fuente: Elaboración propia 
 
 
Figura 250: Sensor de Humedad DHT11 con su acondicionamiento 
Fuente: Elaboración propia 
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Diagrama de flujo del Microcontrolador usado para sensar la  humedad 
La Figura 251 muestra el diagrama de flujo del Microcontrolador usado para sensar la 
humedad, la únicas diferencias que se observa respecto al de temperatura, se encuentra 
en la dirección del esclavo, las variables para procesamiento y almacenamiento de la 
humedad, y la lógica de negocio usada para la extracción del valor de humedad obtenido 
desde el sensor.  
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Figura 251: Diagrama de flujo del  microcontrolador esclavo - humedad 
Fuente: Elaboración propia 
 
La Figura 252 muestra el diagrama de flujo de la lógica de negocio usado para extraer y 
procesar el valor de la humedad, siguiendo el protocolo obtenido del sensor digital de 
humedad, se envía el pulso de inicio por un tiempo mínimo de 18ms. Se procede a leer la 
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señal de inicio por 160 µs, para después proceder a leer los 5 bytes que contienen la 
información de las variables ambientales tanto de la humedad, como la de temperatura. 
 
 
Figura 252: Diagrama de flujo de lectura de humedad 
Fuente: Elaboración propia 
 
5.4. Diseño del sistema de comunicaciones inalámbricas 
En el Capítulo III Enfoque de la Solución, se pudo observar en la Arquitectura de la 
solución, que para que el sistema Robótico pueda interactuar con el exterior necesita 
encontrarse en continua comunicación. Esta comunicación es soportada siempre y cuando 
el sistema de Adquisición de Datos y el sistema de Control se encuentran dentro de una 
red determinada.  
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 Infraestructura de Comunicación Inalámbrica del Sistema de Control de 
Navegación: Basado en tecnologías de Radio Frecuencia como 802.11g, 
Bluetooth 2.0, y 802.15.4. 
 Infraestructura de Comunicación inalámbrica del Sistema de Adquisición de 
datos: Basado en tecnologías de Radio Frecuencia bajo la alianza de protocolos 
Zigbee. 
5.4.1. Infraestructura de la red inalámbrica del sistema de control de Navegación 
del Robot Ganymede 
Las tecnologías de comunicación inalámbricas usadas para  el control de navegación 
tienen como finalidad realizar una teleoperación exitosa en la misión de exploración del 
Robot. En este caso se identifican los dos objetivos principales para realizar la 
teleoperación del Robot: 
 Comandar la Navegación del Robot: 
Se transmiten los comandos de control necesarios para el movimiento de todo el 
sistema Robótico, en él se identifican distintos movimientos que serán explicadas más 
adelante en el Capítulo VI Arquitectura y Diseño del sistema de información.  
 Transmisión de tráfico de datos de Voz y Video a través de videollamadas: 
Se establece una sesión de videollamada entre el usuario y el robot con la finalidad de 
intercambiar tráfico de datos de voz y video. De esta manera el usuario operador 
puede visualizar y escuchar el ambiente en el que se desempeña el Robot, así como 
también dar indicaciones a las personas que se encuentran dentro de la mina. 
A continuación se describirá la implementación de ambas redes inalámbricas. 
5.4.1.1. Red Inalámbrica para el envío de comandos de navegación  
La Figura 253 muestra el diagrama de los dispositivos usados en la red inalámbrica para 
el envío de comandos de navegación. Se observa que el usuario operador se encontrará 
manipulando un dispositivo Android instalado en cualquier unidad móvil que lo soporte. 
 
 
Figura 253: Diagrama de los dispositivos usado en la red de envío de comandos de navegación 
Fuente: Elaboración propia 
Comunicación BLUETOOTH Comunicación XBEE 802.15.4
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Este dispositivo Android enviará comandos de control vía comunicación bluetooth al 
Módulo HC-05, el cual entregará la información obtenida al Arduino UNO. El Arduino 
UNO iniciará la lectura de los comandos obtenidos vía comunicación UART, procesará 
esta información y lo adaptará en el formato de tramas utilizado por el protocolo 802.15.4 
de Xbee Series 3b para transmitir la información hasta el Arduino UNO controlador del 
movimiento del sistema Robótico. Asimismo, notar que entre ambos Arduino hay un 
enlace comunicación peer to peer bajo protocolo Xbee Series 3b.  
a) El módulo Bluetooth HC05 ZS-040 
El módulo Bluetooth HC05 (Ver Figura 254), es un módulo transceiver de comunicación 
inalámbrica que trabaja bajo protocolo Bluetooth v2.0, en la banda de frecuencia de 
2.4GHz. Este módulo se encuentra montado en una tarjeta base de 6 pines, que trabaja 
con niveles lógicos de 3.3 V, soporta comunicación Serial UART y tiene un alcance de 5 
a 10 metros. 
 
 
Figura 254: Módulo HC05 
Fuente: http://www.electronicoscaldas.com/modulos-rf/452-modulo-bluetooth-hc-05.html 
 
 Características Técnicas 
Según la Fuente (http://www.electronicoscaldas.com/modulos-rf/452-modulo-bluetooth-
hc-05.html) se tiene las siguientes características técnicas: 
 Especificación bluetooth v2.0 + EDR (Enhanced Data Rate) 
 Puede configurarse como maestro, esclavo, y esclavo con autoconexión 
 Chip de radio: CSR BC417143 
 Frecuencia: 2.4 GHz, banda ISM 
 Modulación: GFSK (Gaussian Frequency Shift Keying) 
 Antena de PCB incorporada 
 Potencia de emisión: ≤ 4 dBm, Clase 2 
 Alcance 5 m a 10 m 
 Sensibilidad: ≤ -84 dBm a 0.1% BER 
 Velocidad: Asincrónica: 2.1 Mbps (máx.)/160 kbps, sincrónica: 1 Mbps/1 Mbps. 
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 Seguridad: Autenticación y encriptación (Password por defecto: 1234). 
 Perfiles: Puerto serial Bluetooth. 
 Módulo montado en tarjeta con regulador de voltaje y 6 pines suministrando 
acceso a VCC, GND, TXD, RXD, KEY y status LED (STATE) 
 Consumo de corriente: 50 mA. 
 El pin RX del módulo requiere resistencia de pull-up a 3.3 V (4.7 k a 10 k). Si el 
microcontrolador no tiene resistencia de pull-up interna en el pin Tx se debe poner 
externamente. 
 Niveles lógicos: 3.3 V 
 Voltaje de alimentación: 3.6 V a 6 V 
 Dimensiones totales: 1.7 cm x 4 cm aprox. 
 Temperatura de operación: -20 ºC a +75 ºC. 
 Modos de Operación 
El módulo HC05 tiene dos modos de operación:  
 El modo de configuración: En este modo se establece una comunicación directa 
con él, a fin de poder leer y escribir la forma en cómo se deberá comportarse 
cuando se encuentre operando.  
 El modo de comunicación: En este modo el módulo se encuentra transmitiendo la 
información de forma transparente, es decir que toda la información enviada por 
el dispositivo Android hacia el módulo bluetooth es entregada al Arduino UNO  
mediante comunicación serial UART (Ver Figura 255). 
 
 
 Figura 255: Modo de comunicación transparente maestro - esclavo 
Fuente: Elaboración propia 
 
Para los fines del proyecto se eligió configurar el módulo HC05 para que opere en modo 
de comunicación transparente con el rol de esclavo, otorgándole el rol de Maestro al otro 
dispositivo Bluetooth, en este caso al dispositivo Móvil Android, tal y como se observa 




 Configuración del Módulo Bluetooth 
Para poder configurar el Modulo Bluetooth, se hizo uso de un programa en Arduino para 
poder enviar lo comandos AT (Comandos de configuración) hacia el HC05. En este caso 
se debe de presionar el botón del pin 6 por un determinado tiempo, para poder entrar en 
el modo de configuración. 
Los siguientes pasos fueron utilizados para poder lograr configuración exitosa. 
1. Se inicia con el Comando AT, para poder iniciar la configuración. 
2. Se lee la versión del módulo HC05 (Motivos de verificación). 
3. Se lee la dirección MAC del módulo HC05 (Esta dirección  es usada por el 
programa Maestro del dispositivo Android). 
4. Se configura el Nombre del módulo HC05 con el valor de GANYMEDE. 
5. Se configura la contraseña para la vinculación Bluetooth con el HC05. 
6. Se configura el Rol del Módulo HC05 mediante el comando ROLE, (Por defecto 
se encuentra en Slave, valor 0). 
7. Se configura la velocidad de comunicación serial UART en bits por segundo, con 
el valor de 9600. 
 Trama usada para el envío de comandos por Bluetooth 
Para que el envío de la información a través del Módulo Bluetooth, pueda llegar de 
manera intacta, íntegra y consistente, entonces se ha definido un protocolo de mensaje 
interpretado entre el dispositivo maestro y esclavo. 




Figura 256: Trama usada para el envío de mensajes por bluetooth 
Fuente: Elaboración propia 
 
Como se puede observar tiene un byte de inicio, los dos bytes que continúan es el tamaño 
de la trama desde el API_FRAME hasta la bytes que conforman la sección de DATA. El 
API_FRAME hace referencia al identificador de trama para que pueda ser reconocida 
como trama única. El byte COMMAND, es el valor del comando a transmitir, el cual 
indica un estado de movimiento del Robot, DATA lo conforman los valores útiles que 
serán necesarios para modular la velocidad de los motores y el valor del Checksum 
BYTE 
START
MSB LSB API_FRAME COMMAND DATA CHECKSUM
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(Obtenido de la ecuación   (396)), es el byte usado para identificar a la trama como 
válida. 
𝑐ℎ𝑒𝑐𝑘𝑠𝑢𝑚 = 0𝑥𝐹𝐹 − (𝑏𝑦𝑡𝑒 (𝐴𝑃𝐼𝐹𝑅𝐴𝑀𝐸 +⋯+ 𝐷𝐴𝑇𝐴))   (396) 
b) El módulo inalámbrico Xbee Series 3B 
Los módulos inalámbricos Xbee series 3b 900HP (Ver Figura 257) , son dispositivos de 
Radio frecuencia que trabajan bajo el estándar Digimesh propietario de Digi en la banda 
de frecuencia de los 900 MHz. Estos módulos son ideales para aplicaciones que requieren 
bajo consumo de energía, tiempo de comunicación predecible, comunicación robusta y 
un gran alcance en la transmisión  de datos. Soportan 305 metros de alcance en redes 
indoor para comunicaciones que mantienen el line of sight y en caso de redes outdoor son 
capaces de soportar alcances de hasta 4 millas con antenas dipolo. 
 
 
Figura 257: Módulo de comunicación inalámbrica Xbee serie 3b rpsma 
Fuente: https://www.digi.com 
 
Entre las principales configuraciones que se puede formar con esta tecnología inalámbrica 
se encuentra: peer to peer, point to point, point to multipoint y Mesh. 
 Especificaciones Técnicas 
La Tabla 43 muestra las especificaciones técnicas con la que operan lo módulos Xbee 900 
HP S3b. De los cuales se puede observar que para nuestra aplicación, al elegir un módulo 
Xbee PRO tendríamos un alcance de 300m aproximadamente. Además, debido a que esta 
tecnología inalámbrica trabaja en los 900 Mhz, este no entra en interferencia con la 
señales transmitidas por bluetooth, haciéndolo ideal para los fines del proyecto. También 
hay que tener en cuenta la banda de frecuencia en la que trabaja la red de transmisión de 
datos de las variables ambientales obtenidas desde los sistemas de adquisición de datos, 
que como veremos trabajará en la banda de los 2.4 GHz. 
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Si se desea que la señal de control tenga un mayor alcance en un ambiente indoor, 
entonces se debe implementar una red Mesh de varios nodos que permita retransmitir la 
información en toda la mina hasta su destino. Debido a que la implementación de una red 
Mesh de alta fiabilidad y seguridad para fines del control del sistema robótico, está fuera 
del alcance del proyecto, entonces se ha decidido implementar una red con topología point 
to point, con un alcance de hasta 300 metros.  
 
Tabla 43: Especificaciones técnicas de  Xbee serie 3 
 
Fuente: XBee™/XBee-PRO™ OEM RF Modules – Manual 
 
 Tramas usadas en el modo API 2 para Xbee S3b 
Como se ha podido observar en el Marco teórico, el modo de operación API, te permite 
hacer uso de las librerías de programación para un fácil manejo de la información 
obtenido por la comunicación Serial UART con el módulo Xbee, el cual es aplicable para 
la tarjeta Arduino ADK, Arduino UNO, PIC 16f877a y Aplicativos de desarrollo Java. 
De esta manera para el desarrollo de la implementación del sistema de control, es 
necesario conocer los tipos de tramas usado en la implementación de la comunicación 
con el Robot. 
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1) Trama Tansmit Request Frame 
La Tabla 44, muestra la estructura de la trama Xbee Transmit Request Frame, soportado 
por la serie 3b de los Xbee para redes Digimesh, cuando se desea enviar un paquete de 
datos a un host remoto.  
 
Tabla 44: Trama Xbee series 3 transmit request frame 
 
Fuente: Guía del Usuario, mci electronics Xbee Series 3 
 
En esta trama podemos identificar principalmente los parámetros importantes que vienen 
dentro de la estructura payload. Entre estos tenemos: 
 Start Delimiter: Es el bit de inicio de la trama. 
 Length: Es la longitud del payload de la trama desde el Frame ID hasta la Data. 
 Frame Type: Es el identificador del tipo de API Frame usado, en este caso al usar 
una trama soportada por redes digimesh, entonces el valor correspondiente es 
0x10. 
 Frame ID: Es el identificador de la trama de datos para el host que realiza una 
respuesta de confirmación de la recepción de la información mediante un ACK.  
 Dirección de destino de 64 bits: Es la dirección MAC de 64 bits de destino que 
debe enviar el Xbee para establecer comunicación UNICAST, en caso se necesite 
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establecer una comunicación Broadcast, este debe enviarse con el valor de 
0xFFFF. 
 Dirección de 16 bits: Este valor es reservado, debido a que en redes mesh no se 
configura la dirección a nivel de red. Esto es realizado en la puesta en marcha. 
 Broadcast Radius: Número máximo de saltos en transmisión Broadcast. 
 Opciones: Es el Conjunto de opciones que lleva la trama. 
 Data: Es la data que va a ser transmitida. 
2) Trama Receive Packet Frame 
La Tabla 45, muestra la trama Xbee Receive Packet Frame, el cual es obtenido como 
paquete de datos RF en el host de destino cuando se envió la trama TransmitRequest 
desde el Xbee emisor. 
 
Tabla 45: Trama Xbee series 1 receive packet frame 
 
Fuente: Guía del Usuario, mci electronics Xbee Series 3 
 
De la misma manera se presenta los siguientes parámetros importantes: 
 Start Delimiter: Es el bit de inicio de la trama. 
 Length: Es la longitud del payload de la trama desde el Frame ID hasta la Data. 
 Frame Type: Es el identificador del tipo de API Frame usado, el valor en este caso 
es  0x90. 
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 Dirección de origen de 64 bits: Es la dirección MAC de 64 bits del Xbee que 
origino el envío del paquete RF. 
 Reservado: Este valor es reservado en redes mesh. 
 Opciones: Es el Conjunto de opciones que lleva la trama. 
 Data: Es donde se encuentra la data que se recibió. 
3) Trama Transmit Status Frame 
La Tabla 46, muestra la trama Xbee Transmit Status Frame que el Xbee emisor produce, 
una vez que la trama Xbee Transmit Request se completa. 
Se presenta los siguientes parámetros: 
 Start Delimiter: Es el bit de inicio de la trama. 
 Length: Es la longitud del payload de la trama desde el Frame ID hasta la Data. 
 Frame Type: Es el identificador del tipo de API Frame usado, el valor en este caso 
es  0x8B. 
 Frame ID: Es el identificador de la trama de datos para el host que realiza una 
respuesta de confirmación de la recepción de la información mediante un ACK.  
 Reservado: Este valor es reservado en redes mesh. 
 Transmit Retry Count: Es el valor del número de reintentos con el que se lleva a 
cabo la transmisión de datos. 
 Delivery Status: Es el estado de éxito de la transmisión (Ver Figura 258) 
 Discovery Status: Indica si fue necesario realizar un Routing Discovery. 
 
Tabla 46: Trama Xbee series 3 transmit status frame 
 
Fuente: Guía del Usuario, mci electronics Xbee Series 3 
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Figura 258: Delivery Status Xbee series 3 transmit status frame 
Fuente: Guía del Usuario, mci electronics Xbee Series 3 
 
 Configuración de los Xbee Series 3 
La Tabla 47 muestra el resumen de configuraciones de los parámetros necesarios para 
configurar la red point to point.  
 
Tabla 47: Tabla de configuración Xbee series 3b 
 
Fuente: Elaboración propia 
 
Entre los principales tenemos la máscara del canal, el cual habilita en operación a todos 
los canales disponibles para la transmisión de la información según la región en la que se 
encuentra el tranceiver, el ID del Preámbulo, el cual es usado como cabecera de 
sincronización entre los módulos inalámbricos, el ID de red PAN, la potencia de 
transmisión de la señal, la cantidad de saltos máximo que se dan en transmisiones broadast 
y unicast, el tipo de rol (el valor de 1, identifica Coordinador y el valor de 0, Router), la 
dirección del dispositivo destino, las opciones de transmisión (C0 identifica Opción de 
Parámetro Coordinador Router1
Firmware Version XBEE COORDINATOR API 8075 XBEE ROUTER API 8075
Hardware Version 2348 2348
Channel Mask 00FFFFFFFFFFF7FFFF 00FFFFFFFFFFF7FFFF
















transmisión Digimesh), el identificador del nodo, las especificaciones de la comunicación 
UART (tasa de bits, si lleva bits de paridad y timeout de paquetización), finalmente el 
parámetro AP con un valor de 2 que indica que se está usando el API con escape a los 
bits reservados y el parámetro AO, que indica que la opción de recepción del  paquete es 
a través del Receive Packet Frame. 
 Conexión del sistema adaptador de Radio frecuencia 
La Figura 259 muestra el conexionado del sistema adaptador de módulos de Radio 
frecuencia. En este caso se ha seleccionado los pines 10 y 11 para hacer comunicación 
serial implementada por software para poder recibir las señales obtenidas desde el 
Bluetooth, y el pin 1 para reenviar la señal en el nuevo formato del protocolo Xbee s3b 
Digimesh. 
Se observa también que se ha configurado un divisor de voltaje con el fin de acondicionar 
los niveles de voltaje a valores de 3.3V. 
 
 
Figura 259: Conexión del sistema de adaptación de radio frecuencia 
Fuente: Elaboración propia 
 
 Conexión del módulo Xbee con el sistema de control de Velocidad 
La Figura 260 muestra la shield Arduino xbee V3 usado para el acondicionamiento 
directo de la conexión del Xbee con el Arduino UNO. 
La Figura 261 muestra la conexión del Arduino UNO con el Shield y el xbee montado, 
se puede observar que la conexión con el Driver Sabertooth 2x60 se mantiene de la misma 







Figura 260: Xbee PRO Shield V3 
Fuente: Elaboración propia 
 
Se debe recordar que cuando se hace uso del Shield Xbee v3, la comunicación serial por 
medio de hardware, es a través del puerto Serial TX0 y RX0. 
 
 
Figura 261: Diagrama esquemático del montaje del módulo Xbee series 3 
Fuente: Elaboración propia 
 
 Diagrama de Flujo del Programa Multiprotocolar 
La Figura 262 muestra el diagrama de flujo del programa multiprotocolar, encargado de 
leer tramas de información obtenidas del módulo HC05 y enviarlas por la red inalámbrica 
point to point del Xbee Series 3. Además se observa que se tiene hasta un máximo de 1 
segundo para leer la trama correctamente. Ya sea por conexión, por colisión de datos, o 
por algún motivo en el cual la data no se integra correctamente (Se valida por el protocolo 
de mensajes definido para bluetooth), entonces no se transmitirá la información por Xbee 
y volverá a leer nuevamente la trama desde el byte de inicio. 
En caso se ha leído bien la información, entonces se lee la información del payload 
obtenido (Actividad 3) y se envía la información por Xbee (Actividad 4). 
279 
 
Figura 262: Diagrama de flujo del programa multiprotocolar 
Fuente: Elaboración propia 
 
c) Uso de la Red de internet  para el envío de tráfico de datos de voz y video  
Para que el usuario pueda observar el ambiente y poder comunicarse con personas que se 
encuentren dentro de la mina subterránea, este necesita transmitir tráfico de datos de voz 
y video a través de una red inalámbrica que conecta el  dispositivo de control remoto y al 
sistema Robótico. Dado la finalidad de esta funcionalidad, se ha decidido hacer uso de la 
red de Internet, para poder intercambiar esta información.  
La empresa tercera Quickblox, ofrece soluciones de Streaming de voz y video para 
implementaciones de videollamadas entre personas asociadas a una misma sesión. Para 
fines del proyecto, solo se tendrá dos usuarios asociados a una misma sesión. En este caso 
el usuario que hace la teleoperación del sistema Robótico y el sistema Robótico que 
realizar la exploración.  
0. Inicia
1. Inicialización de 
Variables
3. Obtener datos payload 
Leído del Bluetooth





Variables de protocolo de mensaje del 
Bluetooth
Variables De comunicación para el 
Bluetooth










 Arquitectura de Red STUN/TURN Server 
La empresa Quickblox ofrece una solucion basada en una arquitectura de  red formada 
por servidores STUN y TURN. En el cual cuando dos dispositivos de dos de redes 
privadas distintas desean realizar una conexión Peer to Peer, realizan la conexión basada 
en la solución que proporciona Web RTC, la llamada RTCPeerConnection, el cual se da 
por medio de mecanismos de coordinación entre los dos dispositivos para establecer la 
comunicación. Este proceso, en el cual se intercambia información de metadata, el cual 
define como se dará la comunicación es llamado Signalling. La API de conexión 
RTCPeerConnection, se ejecuta en la capa 7, la capa de la aplicación del modelo OSI, el 
cual está basado en el mecanismo offer/answer. La aplicación que solicita realizar la 
comunicación crea un offer y establece la descripción local, después la aplicación que es 
llamada a responder crear un answer, crea la descripción local y llena la descripción 
remota con la descripción local de la aplicación que hizo offer. Inmediatamente envia la 
descripción local a la aplicación que hizo offer para que esta llene la descripción remota 
con la misma. Asimismo en este intercambio de datos también se debe tener en cuenta 




Figura 263: Arquitectura de red web RTC usado por quickblox 
Fuente: https://www.html5rocks.com/en/tutorials/webrtc/infrastructure/ 
 
A nivel de capa de red, (capa 3 del modelo OSI), podemos observar en la Figura 263 la 
infraestructura de red usada para el intercambio de datos, video y voz. Para establecer una 
conexión peer to peer, se elige la mejor ruta que pueda llevar el intercambio de paquetes. 
Primero se intenta establecer la conexión haciendo uso de la dirección obtenida desde el 
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mismo sistema operativo o la tarjeta de red, en caso falle entonces hace uso del STUN 
server, y si el STUN Server falla entonces se hace uso del TURN Server para poder 
encontrar otra ruta más eficiente para enrutear el tráfico de datos.  
El trabajo del STUN Server es el de obtener una IP publica desde el ambiente público en 
el que opera, de esta manera a través del NAT, se hace una traducción que se termina por 
mapear a la IP privada que se encuentra del lado del dispositivo PEER, de esta manera se 
obtienen las dirección IP públicas para realizar el tráfico de voz y video. Los STUN server 
son los encargados de formar un relé del tráfico de voz y de video  entre los dispositivos 
peer en caso la conexión establecida por el STUN server falle. 
5.4.2. Infraestructura de la red inalámbrica del sistema Adquisición de datos 
Ambientales 
La infraestructura de la red inalámbrica para el sistema de monitoreo ambiental está 
compuesto por módulos de comunicación inalámbrica que permiten que la estación de 
sensores llevado por el robot y la estación remota de monitoreo ambiental, se 
comuniquen. 
Entre estos  módulos de comunicación tenemos una red Zigbee de topología del tipo 
estrella, conformado dos Router y un Coordinador. La especificación Zigbee, es un 
conjunto de protocolos de alto nivel de comunicación inalámbrica, para su utilización en 
radiodifusión digital de bajo consumo en redes de área personal. Es por eso que esta 
especificación se presta para este tipo de aplicaciones, ya que se necesita realizar una baja 
tasa de transferencia de datos manteniendo la vida útil de la fuente de suministro de 
energía de toda la electrónica de adquisición de datos. 
Las razones por las cuales se eligió este tipo de dispositivos de comunicación inalámbrica 
son las siguientes: 
1. Baja Tasa de transferencia de datos 
Se necesita transferir una cantidad de datos a una tasa lo suficientemente veloz para 
no perder información, además los niveles de información son tramas de máximo 255 
bytes, muchos de ellos no llegan a 50 bytes, por tanto este tipo de característica del 
Xbee sería una buena opción. La tasa de transferencia es de 250 kbit/s. 
2. Red escalable y flexible:  
Se necesita tener una red flexible al cambio por si se quiere sensar mas variables 
ambientales de conexión directa con  un módulo inalámbrico Xbee que soporte la 
especificación Zigbee, esto da la posibilidad a que se tenga más  nodos conectados a 
la red Zigbee sin la necesidad de realizar cambios significativos en la red. 
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Además se tiene la necesidad de poner repetidores en caso la distancia entre nodo 
terminal y el nodo coordinador sea superior al máximo soportado, o se tenga pérdidas 
de potencia de la señal en algunas partes de la mina subterránea. 
En una red Zigbee puedes tener hasta una cantidad máxima de 65535 nodos a 
diferencia del bluetooth que solo tiene 8. 
3. Mantención de la vida Útil de la fuente de energía eléctrica 
El sistema robótico móvil necesita mantener la vida útil de las baterías que 
suministran energía   al sistema de adquisición de datos, para así permanecer dentro 
de la mina todo el tiempo que sea necesario y así darle más autonomía. El consumo 
del Xbee por módulo es de 60mW, lo cual es bastante conveniente para la aplicación. 
4. Fácil adaptación con software abierto 
La especificación Zigbee y el API desarrollado por la comunidad del Open Source ha 
ocasionado que los dispositivos Xbee puedan trabajar muy bien con aplicaciones de 
ordenadores programados en lenguajes open source como lo es processing y Java y 
con placas electrónicas open hardware que no necesitan la obtención de licencias para 
su distribución. 
5. Posibilidad de poder conectar la red Zigbee con internet  
La red es posible conectarla mediante un Gateway, en caso se requiera ver la 
información desde cualquier parte del mundo. 
6. Comunicación en una red segura y robusta de largo alcance 
5.4.2.1. Diseño de la red de comunicación inalámbrica ZIGBEE 
Una vez mencionado las razones por las cuales se escogió los dispositivos Xbee que 
soportan protocolo Zigbee (Xbee series 2) para realizar la comunicación inalámbrica, se 
procederá a describir los pasos que se siguió para realizar el diseño de la red. 
a) El módulo inalámbrico Xbee Series 2 
Los módulos inalámbricos Xbee series 2, como los series 1, son dispositivos de Radio 
frecuencia que trabajan bajo el estándar 802.15.4 de la IEEE con la única diferencia, de 
que los módulos Xbee Series 2 soporta el protocolo Zigbee basado en la alianza de otros 
protocolos para redes de área personal. Además de las principales configuraciones que se 
puede formar con las series 1, estas Series de módulos inalámbricos soportan las redes 
del tipo Mesh. 
La Figura 240 muestra el dispositivo inalámbrico Xbee Serie 2 el cual consume de 
potencia y bastante utilizado en redes inalámbricas de sensores ambientales. 
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Figura 264: Modulo de comunicación inalámbrica Xbee serie 1 
Fuente: DIGI ZIGBEE RF Modules User Guide 
 
 Especificaciones Técnicas 
Las Tablas 48, 49, 50 y 51 muestran las especificaciones técnicas con las que operan lo 
módulos Xbee Serie 2. 
De la misma manera que la Serie 1, los Xbee Series 2 presentan una versión PRO, que 
le permite recibir mayor potencia para dar un mayor alcance de la señal. 
 




Fuente: DIGI ZIGBEE RF Modules User Guide 
 
Tabla 49: Especificaciones técnicas de eficiencia eléctrica para Xbee S2 
Fuente: DIGI ZIGBEE RF Modules User Guide 
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Tabla 50: Especificaciones técnicas de potencia eléctrica para Xbee S2
 
Fuente: DIGI ZIGBEE RF Modules User Guide 
 
Tabla 51: Especificaciones técnicas de operación para Xbee S2 
 
Fuente: DIGI ZIGBEE RF Modules User Guide 
 
 Topología de la red inalámbrica  ZIGBEE 
Para el desarrollo del proyecto, la topología de red seleccionada es la del tipo  estrella 
(Ver Figura 265) dado por un coordinador como nodo central (Estación de monitoreo 
Ambiental) y los demás nodos terminales (transportados por el Robot). 
Según la Figura 265 el nodo mostrado en la izquierda será Router 1 y el nodo mostrado 
en la derecha será el Router 2. 
Esta topología diseñada da la posibilidad a que se adicionen más nodos terminales para 
poder tener una mayor cantidad de variables ambientales sensadas (Escalabilidad en la 
Red), para fines de este proyecto solo nos centraremos en sensar cuatro variables 
ambientales  principales y el valor de geoposicionamiento que serán enviadas por el 
Router 2 y la variables sensadas que se adicionan en el sistema modular serán enviadas 
por el Router 1 (Ver Figura 265). 
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Figura 265: Topología de red ZIGBEE formada para el sistema DAQ 
Fuente: Elaboración propia 
 
Se debe tener en cuenta también, que a medida que las necesidades de conexión se 
incrementen, como por ejemplo, las distancias sean mayores, ruido que debilite la señal, 
mayor cantidad de variables sensadas (no necesariamente incorporadas dentro del sistema 
robótico), sino clusterizadas en otras subredes, entonces la topología de red del tipo de 
estrella podría evolucionar a una topología de red del tipo MESH, la cual incluiría nodos 




Figura 266: Evolución de las topologías de red ZIGBEE 
Fuente: http://www.teleco.com.br/es/tutoriais/es_tutorialzigbee/pagina_2.asp 
 
 Tramas usadas en el modo API 2 para Xbee 2 
Tal como se mencionó en las tramas para Xbee Serie 1, el modo de operación API, 
también es aplicable al Xbee Serie 2 y con más razón debido a que esta serie, se orienta 
a redes más complejas, hay una mayor necesidad de implementación de una API que haga 
más fácil el manejo del procesamiento de tramas de información de envío, recepción, 
estado, comando, etc.  
286 
Para el desarrollo del software que maneja las tramas de envío y recepción entre los 
módulos inalámbricos, la Tabla 52  muestra los API Frames que son manejados a nivel 
de la capa  aplicación del Stack definido por la ZIGBEE Aliance. 
 
Tabla 52: API Frames usadas en la Red ZIGBEE 
Tipo de 
Trama 
Descripción Alias en API Java Alias en API C 
0x10 ZIGBEE Transmit Request  ZNET_TX_REQUEST ZB_TX_REQUEST 
0x8B ZIGBEE Transmit Status  ZNET_TX_STATUS_RESPONSE ZB_TX_STATUS_RESPONSE 
0x90 ZIGBEE Receive Packet ZNET_RX_RESPONSE ZB_RX_RESPONSE 
Fuente: Elaboración propia 
 
1) ZIGBEE Transmit Request 
Esta trama es usada al realizar un envío de información a otro Xbee Radio remoto. 
  
Tabla 53: Frame zigbee transmit request
 
Fuente: DIGI ZIGBEE RF Modules User Guide 
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Esta trama encapsula la información principal en un paquete de bytes conocido como 
payload y adiciona un conjunto de bytes que indican cómo y a donde será enviada esta 
información (conocida como metadata). Este tipo de trama demuestra el potencial del 
modo API del protocolo ZIGBEE (Ver la Tabla 53), que a diferencia de los modos de 
operación transparente y comando, no se puede enviar la dirección destino en la 
información de partida cuando esta se transmite inalámbricamente. 
2) ZIGBEE Transmit Status 
La trama Zigbee Transmit Status es la trama usada para auditoria y trazabilidad de errores. 
Cuando en la trama Zigbee Transmit Request se envía el código FRAME ID con un valor 
diferente de cero, entonces el Zigbee remoto se encarga de enviar una trama del estado 
de la recepción de la información (Ver Tabla 54). En esta trama se envía un reporte de 
problemas de la transmisión, el envío y el descubrimiento de la ruta de transmisión. 
 
Tabla 54: Frame zigbee transmit request 
 
Fuente: DIGI ZIGBEE RF Modules User Guide 
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3) ZIGBEE Receive Packet 
Esta trama es el complemento de la trama ZIGBEE Transmit Request, el cual es originada 
como una respuesta a la trama de petición, de manera que el controlador que se encuentra 
interactuando con el Xbee receptor pueda leer la información enviada y realizar distintas 
acciones en función a esta. 
Este trama se adiciona a las tramas que le dan mayor ventaja de tratamiento de la 
información (Ver Tabla 55), lo cual no puede ser proveído por los modos de operación 
Comando y Transparente. 
 
Tabla 55: Frame zigbee receive packet
 
Fuente: DIGI ZIGBEE RF Modules User Guide 
 
Puesto a que la red desarrollada en el proyecto debe ser escalable y flexible a los cambios 
entonces es importante saber que Xbee se encuentra enviando la información, de esta 
manera este Frame es capaz de proveer esa información. 
 Configuración de los Xbee Series 2 
La Tabla 56 muestra la configuración necesaria y suficiente para poder poner operación 
la red Zigbee. Desde el ID identificador del área personal, la configuración de las 
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direcciones (DH y DL), la verificación de asociación del canal (JV), el nombre del nodo 
identificador (NI), los valores de transmisión UART (BD, NB y SB), el del API 
configurado a 2 (AP), y la habilitación del indicador de asociación de la red (D5) y el 
indicador de potencia de la señal recibida (P0), con sus valores por defecto. 
 
Tabla 56: API configuración de la red ZIGBEE 
 
Fuente: Elaboración propia 
 
Asimismo, es necesario observar que los parámetros de configuración del canal y del 
direccionamiento de 16 bits, no han sido establecidos debido a que en el momento de 
despliegue de la red, el coordinador inicia la configuración del canal (CH) y las 
direcciones de 16 bits (MY) donde se van asociar los distintos dispositivos de la red de 
área personal. 
 Conexión de la plantilla modular con el Xbee Series 2 
El diseño del circuito de la red inalámbrica para el sistema de Adquisición de Datos está 
compuesto por la conexión del módulo inalámbrico Xbee Router 1 al sistema de 
adquisición de Datos Principal y la conexión del Xbee Router 2 al sistema de Adquisición 
de Datos Secundario.  
1) Conexión con el sistema de Adquisición de Datos Principal 
En el caso del sistema de Adquisición de datos principal, la recolección de información 
de las variables ambientales está centralizado en una misma placa Arduino ADK. Por lo 
tanto el Arduino ADK tiene la responsabilidad de enviar toda la información recolectada 
a la estación de monitoreo remoto a través del módulo inalámbrico Xbee Router2. 
La Conexión realizada entre el Arduino ADK  y el módulo inalámbrico es realizada a 
través de la shield mostrada en la Figura 260, el cual es representado según la Figura 267.  
Parámetro Coordinador Router1 Router2
Firmware Version ZIGBEE COORDINATOR API 2041 ZIGBEE ROUTER API 23A7 ZIGBEE ROUTER API 23A7
Hardware Version 194B 194B 194B
PAN_ID 1 1 1
DH 0 - -
DL FFFF - -
SH - 13A200 13A200
SL - 40C1B06E 40C1AF1D
JV - 1 1
NI COORDINADOR ROUTER1 ROUTER2
BD 3 3 3
NB 0 0 0
SB 0 0 0
AP 2 2 2
D5 1 1 1
P0 1 1 1
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Figura 267: Frame zigbee receive packet 
Fuente: Elaboración propia 
 
2) Conexión con el sistema de Adquisición de Datos Secundario 
Como se ha podido observar en el capítulo del sistema de Adquisición de datos, el 
encargado de enviar la información ambiental recolectada por los dispositivos esclavos 
en la red del bus I2C es el maestro, por lo tanto el maestro es el encargado de interactuar 
directamente al módulo inalámbrico Xbee Router2.  
Además, para realizar la comunicación serial del módulo maestro con el módulo Xbee, 
es necesario disminuir los niveles de voltaje de este a 3.3V. La Figura 268 muestra la 
conexión del módulo inalámbrico Xbee Router 2 en la estación de sensores del Sistema 
de Adquisición de Datos Secundario con una configuración de divisor de voltaje que le 
permite alimentarse a un voltaje de aproximadamente 3.3V. 
 
 
Figura 268: Conexión Xbee en la estación de sensores del sistema secundario 
Fuente: Elaboración propia 
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 API Frames usados en el Arduino ADK 
En la Tabla 57 se observan los API Frames que usó para la transmisión el Arduino ADK.  
 
Tabla 57: API frames arduino ADK_1 
 
Fuente: Elaboración propia 
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 API Frame usado en el CI Microchip PIC Master 
En cuanto a la transmisión que realiza el PIC Master, solo fue necesario enviar el valor 
de estas sin la necesidad de realizar una verificación de la transmisión. En este caso se ha 
establecido el Frame ID con el valor de 0x01, la dirección ADDRESS64 de 64 bits que 
pertenece al coordinador de la red, el BROADCAST RADIUS  con el valor de cero para 
que tome su valor máximo y OPTIONS, también con el valor de cero para que se 
inhabilite las opciones de transmisión. A continuación se envía los datos de la variable 
ambiental, iniciando con valor del comando, continuando con los bytes que conforman el  
valor de la variable ambiental y finalmente el valor del checksum que indica la 
consistencia de la información a la hora de ser enviada, la estructura del mensaje se puede 
observar mejor en la Tabla 58. 
 
Tabla 58: API frame microchip PIC master
 
Fuente: Elaboración propia 
 
5.5. Diseño del sistema de alimentación 
El sistema de alimentación fue diseñado en dos partes, una parte encargada de dar 
suministro de energía al sistema de control y la otra parte encargada del sistema de 
Adquisición de datos. 
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5.5.1. Alimentación del Sistema de Control 
Si realizamos la integración del circuito de la Figura 169, de la sección 5.1 Diseño del 
sistema eléctrico y de potencia y del circuito de la Figura 267 de la sección 5.4 Diseño 
del sistema de comunicaciones inalámbricas, resulta el circuito de la Figura 269, el cual 
como se puede observar, es alimentado por un par de baterías de ácido líquido cada una 
con un valor de 12V. Esto con la finalidad de dar autonomía al sistema Robótico y de que 







Figura 269: Circuito del sistema de control de velocidad 
Fuente: Elaboración propia 
 
5.5.1.1. Baterías de ácido plomo 
Las baterías seleccionadas para la alimentación del Sistema de control de Velocidad 
fueron baterías de ácido plomo, los cuales son baterías recargables y son bastante 
utilizadas como baterías de arranque en vehículos convencionales. Suelen proporcionar 
voltajes de cerca de los 6V, 12V, 24V, o cualquier valor de múltiplo de 2, ya que cada 
celda proporciona un voltaje de 2V. 
La batería seleccionada para nuestro proyecto, es una batería YUASA NP18-12B, con un 
valor de 12V y suministro de 17.2 A por hora (Ver especificaciones técnicas en la Tabla 
55). De esta manera se puede calcular la cantidad de energía descargada en una hora, el 
cual es equivalente al valor obtenido en la ecuación , asimismo si consideramos que la 
potencia entregada es la misma hora se obtiene el valor de la potencia en Watts dividiendo 
entre la energía entre el tiempo. 
𝐸ℎ = 12. (17.2) = 206.4 𝐽 
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𝑃 = 0.05722 𝑊 
 
Figura 270: Baterías YUASA NP18-2B 
Fuente: www.yuasabatteries.com 
 




Para poder calcular teóricamente el estado de carga de una batería electrolítica, se puede 
hacer uso de la siguiente fórmula. 






   (397) 
Donde: 
𝑺𝑶𝑪(𝒕): Estado de carga de la batería en un instante de tiempo t. 
𝑺𝑶𝑪(𝟎): Estado de carga de la batería en un instante de tiempo inicial. 
𝐼: Corriente de carga o descarga de la batería. 
𝑡: Tiempo en Horas. 
𝑪𝒃𝒂𝒕: Capacidad de la batería (Ah). 
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El cual te permite obtener el estado de carga de una batería en valores porcentuales. Sin 
embargo, en la realidad, la capacidad de la batería no se mantiene constante durante el 
proceso de descarga, y es por eso que debe considerarse otros factores, para el cálculo del 
tiempo de descarga de la batería. 
 
 
Figura 271: Gráficas de descarga de una batería de ácido de plomo de una celda de 2.1V 
Fuente: Festo Didactic 86351-00 
 
Teniendo en cuenta que la capacidad de la batería es una medición de la cantidad de 
energía que puede portar una batería cuando está totalmente cargada y que esta varía 
según la cantidad de corriente que se encuentra proporcionando, ya sea en la descarga o 
en la carga de la misma  batería, entonces el tiempo de descarga de una batería de ácido 
plomo es determinado por las gráficas que representan el comportamiento de descarga a 
una cantidad de corriente igual a un valor proporcional a su capacidad de carga energética 
(Ver Figura 271). 
Como se puede ver en la Figura 271, estas gráficas han sido medidas para una celda de 
batería a diferentes valores de voltaje de carga. Asimismo, también se observa que a 
medida que se aumente la cantidad de corriente la curva de caída en la descarga hasta el 
voltaje cut-off se hace más pronunciada, indicando que a mayor corriente la capacidad de 
la batería es más ineficiente. 
Si consideramos un valor de corriente consumida de 34.4 A (Valor aproximado en tiempo 
de operación del Robot) por cada batería, y la capacidad de la batería constante, entonces 
según la Ecuación (397), el estado de carga de la energía se obtiene el valor del tiempo 








= 𝟎. 𝟓𝑯 
Lo que significa que el tiempo de descarga tendrá un valor de 30 min. 
Sin embargo, tomando como referencia las gráficas de descarga de las baterías YUASA 
mostradas en la Figura 272, se observa que, al doble de corriente de carga 2CA (en 
Amperios), se obtiene aproximadamente un tiempo de descarga de 15 minutos, lo cual es 
suficiente para poder realizar una exploración parcial dentro del interior de la mina. Se 
debe tomar en cuenta también que a medida que la energía se va consumiendo el voltaje 
terminal también va disminuyendo, esto debido a que la reacción química producida 
transforma el ácido sulfúrico en agua, disminuyendo la eficiencia de la batería y el voltaje 
suministrado (Ver Figura 273). Para demostrar que la explicación ha sido coherente 
observamos que en las gráficas de la Figura 273 la cantidad de corriente de carga para un 
tiempo de descarga de 1 hora, es igual a 0.6CA, el cual tiene un valor de 10.32 A siendo 
igual al observado en la Tabla 59. 
 
 




Figura 273: Interior de una batería de ácido de plomo 
Fuente: Festo Didactic 86351-00 
297 
5.5.2. Alimentación del Sistema de Adquisición de Datos 
En la sección 6.3 Diseño del sistema de adquisición de datos, se explicó que el sistema 
de adquisición de datos se encontraba conformados por dos partes, la primera parte 
conformado por el Arduino ADK, la Tablet Toshiba y la estación de sensores principales 
para el monitoreo ambiental. La segunda parte, diseñado como un subsistema modular de 
microcontroladores orquestados por un microcontrolador maestro. Además, se debe 
considerar que ambos subsistemas estaban conectados a su propio modulo inalámbrico 
Router (como se explicó en la sección 6.4 Diseño del sistema de comunicaciones 
inalámbricas). Por tanto, para poder seleccionar la fuente de energía que se le 
proporcionará al sistema de adquisición de datos, es necesario obtener la cantidad de 
consumo de energía necesaria para poder operar durante un determinado tiempo. 
 
Tabla 60: Interior de una batería de ácido de plomo 
Fuente: Elaboración propia 
 
La Tabla 60, muestra el cuadro de consumo de todo el sistema de Adquisición de datos, 
esto sin contar la Tablet Toshiba que debe estar previamente cargado y cuya duración es 
de aproximadamente dos horas. Como se puede observar el consumo es de 0.57 AH, esto 
teniendo en cuenta que la operación durará una cantidad de tiempo de media hora. 
También se observa que la corriente máxima a operar de todo el sistema tiene un valor 
aproximado de 1.141 y que el voltaje base es de un valor de 7V. Teniendo en cuenta todos 
estos valores de consumo del sistema de Adquisición de datos se realiza la selección de 
la batería. 
5.5.2.1. Baterías de Litio Polímero (LiPo) 
Las baterías de Litio Polímero o baterías “LiPo” (como son conocidas en el mercado de 
la robótica), son apropiadas para aplicaciones en las que se requiera suministrar altas 
capacidades de descarga de energía, conservando muy poco peso en su transporte. 
La Figura 274 muestra una batería LiPo, la cual está determinado por tres parámetros 
principales indicados en la misma Figura. 
Sistema Componente Cantidad Voltaje de Operación (V) Corriente máxima (mA) Tiempo de operación (H) Consumo mAmp-Hora
Tabla de Consumo del Sistema de Adquisición de Datos
Arduino Mega ADK 1 7 40 0.5 20
Sensor Groove Dust Sensor 1 5 90 0.5 45
Sensor Groove CO2 Sensor 1 5 100 0.5 50
LM35 1 5 0.06 0.5 0.03
Sensor DTH11 1 5 2.5 0.5 1.25












Microcontrolador PIC 16F877A 3 5 300 0.5 150
LCD 3 5 16 0.5 8
LM35 1 5 0.06 0.5 0.03
Sensor DTH11 1 5 2.5 0.5 1.25
Xbee 1 3.3 295 0.5 147.5














Figura 274: Interior de una batería de ácido de plomo 
Fuente: Elaboración propia 
 
Entre los parámetros principales se encuentran, la cantidad de celdas, el cual denotado 
por nS, donde n es la cantidad de celdas del batería y la letra “S”, indica que estas celdas 
se encuentran conectadas en serie. Cada celda provee una cantidad de 3.7 V de voltaje, 
los cuales conectados en serie dan el valor total de voltaje del paquete de baterías. El 
segundo parámetro importante para el paquete de baterías es la capacidad, el cual es una 
medida de la cantidad de carga contenida dentro de la batería. De esta manera se puede 
hallar la capacidad con la cual, la batería, puede suministrar energía dentro de un 
determinado intervalo de tiempo. El tercer parámetro para los fines de selección del 
paquete de baterías, es la tasa de descarga máxima de la batería, en este caso igual a la 
corriente máxima con que se descarga la batería, el cual es denotado como discharge-
rating, con un valor denotado por KC, el cual es igual a un valor K multiplicado por el 
valor de la capacidad de la batería.  
 
 
Figura 275: Batería LiPo 7.4V, 1000mAH, 25C 
Fuente: http://www.creatividadahora.com/lipo-74v-1000mah-25c 
 
Teniendo en cuenta todos estos parámetros, considerando que el voltaje máximo con el 
cual se debe suministrar es de 7V, con una corriente máxima continua de descarga de 
1.141 A y considerando que se requiere un funcionamiento de como mínimo de 30 min, 
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entonces para un batería LiPo disponible en el mercado (Ver Figura 275), con una 
capacidad de 1AH, de dos celdas y una capacidad de corriente de descarga de 25A, este 
cubre las expectativas del requerimiento de la aplicación. 
5.5.2.2. Reguladores de Voltaje UBEC 
Los reguladores de voltaje UBEC significan en ingles “Universal Battery Elimination 
Circuit”, el cual es un circuito externo que toma la energía proporcionada por el paquete 
de bateries y lo entrega a un voltaje regulado entre 5V o 6V (siendo estos niveles los más 
conocidos). La máxima cantidad de voltaje de entrada, es indicada en las especificaciones 
técnicas, los cuales varían según la fabricación. A diferencia de las BEC, este circuito 
externo posee una mayor disposición de la corriente eléctrica y mayores capacidades de 




Figura 276: Regulador de voltaje UBEC EMAX 
Fuente: EMAX ELECTRIC MOTORS ACCES.ESCS AND LIPOS EMAX ESC 
 
Los UBEC, son mayormente utilizados en circuitos donde hay mayor demanda de 
corriente eléctrica regulando los voltajes de entrada altos a voltajes seguros de salida de 
5V a 6V y entragando una fuente limpia al suprimir el ruido mediante un anillo de ferrite. 
Las especificaciones técnicas son mostradas en la Figura 277, donde se observa voltajes  




Figura 277: Especificaciones técnicas del UBEC EMAX 
Fuente: EMAX ELECTRIC MOTORS ACCES.ESCS AND LIPOS EMAX ESC 
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CAPITULO VI: ARQUITECTURA Y DISEÑO DEL SISTEMA DE 
LA INFORMACIÓN 
Aquí se procederá a describir los proyectos relacionados con el sistema de información 
encargados de adquirir, almacenar, procesar y presentar la información obtenida del 
ambiente interno de la mina.  
Consideraciones Previas 
1. El programa diseñado para adquirir y procesar la información  dentro del 
dispositivo Android debe soportar una operación multhreading, debido a que debe 
de procesar varias variables ambientales y que cualquier procesamiento 
despachado por el thread de la interfaz gráfica que demore mucho tiempo, puede 
llegar a congelar la pantalla e incluso la aplicación. 
2. No es posible acceder a la información guardada en la base de datos local de 
manera directa a no sea que el dispositivo Android se encuentre enrutado. 
3. No todos los dispositivos Android soportan el protocolo de comunicación SPI 
Android Open Accesory, es uno de los protocolos, mediante el cual un hardware 
Open Source, se puede comunicar con el dispositivo Android. 
4. El sistema de monitoreo remoto y de adquisición de datos debe tener una interfaz 
amigable de fácil visualización al usuario. 
5. El sistema de monitoreo de la estación de control, debe realizar múltiples tareas 
al tener que leer varias tramas de bytes provenientes del robot sin dejar que la 
información se corrompa. 
6. El sistema de monitoreo remoto debe soportar el Multithreading para permitir que 
el sistema sea eficiente y lo más rápido posible. 
7. La cantidad de tramas diferentes enviadas por la red con protocolo Zigbee debe 
ser soportadas por el sistema de monitoreo remoto de manera independiente de tal 
forma que se tenga una respuesta para cada una de ellas. 
8. El sistema de generación de reportes debe ser un sistema adaptable al tipo de perfil 
que tiene el usuario en la mina y al lugar donde este se encuentra ubicado. 
9. Las tecnologías utilizadas para el desarrollo de software deben de ser de fácil 
instalación y compatibles con cualquier sistema operativo. 
6.1. Arquitectura del Sistema de información  
La Figura 278 muestra el diagrama de Arquitectura tecnológica del Sistema de 
Información del proyecto Ganymede. Se puede observar que las capas de componentes 
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de software fueron agrupadas en dos grupos, el primero desarrollado para sistemas de 
software de almacenamiento, procesamiento, análisis y difusión de la información, y el 
segundo grupo orientado a la extracción, tratamiento y transmisión de la información, 
este último grupo desarrollado en sistemas embebidos. 
 
 
Figura 278: Arquitectura tecnológica del sistema de información 
Fuente: Elaboración propia 
 
6.1.1. Descripción del modelo en capas 
 Capa de Datos 
Se observa que en la capa de Infraestructura y Datos se encuentran las dos bases de 
datos, la base de datos de almacenamiento local (EVDATAADK) y la de 
almacenamiento remoto (EVDATA). 
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 Capa de Aplicaciones 
En la capa de aplicaciones se encuentran todos los componentes de software 
desarrollados para el funcionamiento completo de cada uno de los procesos de 
negocio definidos en el proyecto Ganymede, entre los componentes de software a alto 
nivel tenemos los siguientes: 
Componentes de Software usados para el control y seguimiento del  monitoreo 
Ambiental 
 SIGRMA (Sistema de generación de reportes de monitoreo ambiental): 
Sistema web desarrollado en tecnologías de java EE (java Enterprise Edition) 
con la gamma de herramientas usadas para tecnologías web de empresa y 
modelos de negocios más complejos. Este sistema web es el encargado de la 
generación de reportes de monitoreo ambiental, que incluyen gráficas del 
comportamiento ambiental para distintos periodos de tiempo, los cuales son 
usados para cuestiones de seguridad ambiental y de salud ocupacional en la 
mina. 
Componentes de Software usados para el Monitoreo de las Variables 
Ambientales 
 Ganymede Monitor ADK System: Sistema desarrollado en la plataforma 
Android para el monitoreo y almacenado de la información de las variables 
ambientales en una base de datos interna. Este componente es instalado en una 
Tablet Toshiba Excite 10, que llevará de manera interna el Robot. 
 Ganymede Monitor and Control System: Sistema desktop desarrollado para 
el monitoreo, la adquisición de datos y el almacenaje de la información 
ambiental en la estación de control y monitoreo. 
Componentes de Software usados para el proceso de Adquisición  de Datos 
 Programa DAQ Arduino ADK: Componente de desarrollo de Software 
Embebido usado para la adquisición de datos de las variables ambientales 
principales, está desarrollado para realizar una comunicación con el 
dispositivo Android, el cual contiene una base de datos SQLite. Este desarrollo 
por lo tanto permite enviar la información tanto a la base de datos de 
almacenamiento local como al que se encuentra instalado en la estación de 
control de monitoreo remoto.  
 Programa DAQ Master Microchip PIC: Componente de desarrollo de 
software embebido usado para la orquestación de dispositivos que cumplen 
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con la especificación de comunicación síncrona MSSP implementado en el 
Bus I2C de Phillips. Este componente de software se encarga de dirigir el 
orden de lectura de las variables ambientales proveídas  por los 
microcontroladores esclavos y de enviar la información a la estación de 
control de monitoreo remoto. 
 Programa DAQ Slave Microchip PIC: Componente de desarrollo de 
software embebido usado para la adquisición de datos de un determinado 
dispositivo sensorial. La ventaja de este componente es que es realizado de 
manera dedicada y si deja de funcionar no afecta al sistema de adquisición de 
datos modular. Además de dar flexibilidad de la cantidad de sensores a 
instalarse en el sistema y de promover la reutilización de software  con un 
único cambio: “El método de adquisición de datos”. 
Componentes de Software usados para la Control de la Navegación del Robot 
 Ganymede Navigator System: Componente de desarrollo de Software 
instalado en un sistema operativo Android, el cual permite la teleoperación  
del sistema robótico vía comunicación Bluetooth. Además de poder ver el 
ambiente de navegación del robot mediante la cámara instalada en la parte 
delantera del robot. 
 Programa Control de Navegación Arduino: Componente de desarrollo de 
software embebido usado para definir el control de lazo abierto de los motores 
del Robot Ganymede. Para más detalle, ver Capítulo 6.2 DISEÑO DEL 
SISTEMA ELECTRÓNICO DE CONTROL DE VELOCIDAD. 
 Capa de Procesos 
En la siguiente capa superior del diagrama de arquitectura se encuentran los procesos 
de negocios, los cuales involucran todo el servicio usado para el proyecto minero, 
entre estos están los siguientes: 
 Adquisición de datos de las variables Ambientales 
o Definido por la lógica de todos los componentes de Software desarrollados 
en sistemas embebidos, a excepción del Programa de control de 
Navegación de Arduino. 
 Monitoreo de las Variables Ambientales 
o Definido por  la lógica en los componentes de Software desarrollados en 
Ganymede Monitor System y Ganymede Monitor ADK System. 
 Control y seguimiento de la Condición Ambiental 
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o Definido por el generador de reportes de monitoreo ambiental desarrollado 
en el Software SIGRMA (Sistema de generación de monitoreo ambiental, 
desarrollado en la Web)  
 Control de la Navegación del Sistema Robótico 
o Definido por la lógica del componente de software: Programa de control 
de Navegación Arduino y el Componente de Software de Navegación 
Android Ganymede Navigator System. 
Habiendo mencionado todos los procesos desarrollados para el proyecto Ganymede, 
se observa que los tres primeros procesos están directamente relacionados  a las 
distintas fases por las cuales pasa la información:  
1. Extracción de la información 
2. Tratamiento de la información 
3. Transmisión de la información 
4. Almacenado de la información 
5. Procesado de la información 
6. Análisis de la información 
7. Difusión de la información. 
Dado que las operaciones 1, 2 y 3 se llevan a cabo en la lógica de los componentes de 
software agrupados en el primer proceso de Adquisición de datos de las Variables 
Ambientales, entonces en esta sección solo se pasará a describir la relación que hay 
de las operaciones restantes con los componentes de software que están involucrados 
en los procesos de negocio 2, 3 y 4. 
 Capa de servicios 
En la capa de servicio se encuentra el servicio que involucra a todos los procesos que 
se encuentran en la capa inferior, en este caso el servicio que provee el desarrollo del 
proyecto es el de Control y seguimiento de la seguridad Ambiental. 
 Capa de Actores 
Es la capa en donde se encuentran todos los usuarios que van a hacer uso del servicio 
de la capa inferior dependiendo del proceso que se encarguen de realizar, entre ellos 
tenemos los siguientes: 
 Jefe de Departamento de Seguridad Minera 
 Superintendente de Seguridad minera 
 Administrador de configuración del Software 
 Agente experto en Navegación Telemétrica 
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6.2. Modelado de las base de datos 
6.2.1. Modelo  de datos  de la DB EVDATA SQLITE 
El Modelo de datos desarrollado en el dispositivo Android, se encuentra definida en la 
Figura 279, en él se observa una topología del datos tipo estrella, definido por una tabla 
de hecho (Tabla Condicion_Ambiental) y la tablas de dimensiones que se encuentran 
relacionadas con esta tabla central por medio de llaves foráneas, en un relación de muchos 
a uno desde la perspectiva de la tabla de hechos. 
 
 
Figura 279: Modelo de datos de la DB EVDATA SQLITE 
Fuente: Elaboración propia 
 
Definición de tablas: 
 Tabla Condicion_Ambiental (Tabla de Hechos): Es la tabla central por el cual 
contiene las referencias a las demás tablas dimensiones, esto representa una 
condición ambiental de una muestra recolectada en el tiempo y en una posición 
determinada. 
 Tabla Tiempo (Tabla dimensión): Es la tabla que contiene toda la información 
respecto al tiempo en el que se tomó la muestra de la variable Ambiental. 
 Tabla Indicador Ambiental (Tabla dimensión): Es la tabla que contiene la 
información relacionada a la variable ambiental sensada. 
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 Tabla Localidad (Tabla dimensión): Es la tabla que contiene la información de 
la localización donde la variable ambiental fue sensada. 
 Tabla Tipo de Indicador Ambiental: Es la tabla donde se encuentra definido 
todos los tipos de variables ambientales que se está sensando. 
 Tabla Unidad Minera: Es la tabla donde se define la Unidad Minera en el cual 
se está haciendo el proceso de recolección de datos. 
 Tabla Usuario: Es la tabla donde se definen todos los usuarios que se encuentran 
con permisos de acceder al entorno de Monitoreo Android. 
 Tabla Perfil: Es la tabla donde se define el perfil de cada usuario asociado al 
sistema. 
6.2.2. Modelo  de datos  de la DB EVDATA 
La arquitectura de datos de la base de datos instalada en la estación de control y monitoreo 
remoto, se encuentra definida en la Figura 280, se observa que tiene el mismo modelo de 




Figura 280: Modelo de datos de la DB EVDATA 
Fuente: Elaboración propia 
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Definición de tablas Adicionales: 
 Tabla Opción: Es la tabla que define las distintas opciones de páginas a seleccionar para 
realizar una consulta de los reportes de monitoreo Ambiental. 
 Tabla Reporte: Es la tabla que contiene la información del reporte que se crea al hacer 
una exportación en el sistema SIGRMA. 
 Tabla Tipo de Reporte: Es la tabla que contiene la información de todos los tipos de 
reportes que se pueden realizar en el SIGRMA. 
6.3. Componentes de Software involucrados en el Sistema de Adquisición de datos 
6.3.1. Ganymede Monitor ADK System 
El sistema Ganymede Monitor ADK, es el sistema encargado de procesar y almacenar la 
información  obtenido desde los sensores mediante la tarjeta Arduino ADK R3. Este 
sistema se encarga principalmente de ordenar, clasificar y almacenar la trama de la 
información enviada por el Arduino ADK, dentro de una base de datos SQLite. 
SQLite es un sistema de gestión de base de datos relacional contenida en una pequeña 
biblioteca escrito en lenguaje de programación C. 
A diferencia de otro DBMS (Sistemas de gestión de base de datos), el motor SQLite no 
es un proceso independiente con el cual el programa principal se comunique. En vez de 
eso, la biblioteca SQLite se enlaza con el programa pasando a ser parte integral del 
mismo. 
Por motivos de pruebas de un buen funcionamiento del sistema Ganymede Monitor 
System ADK se creó una interfaz gráfica que mostrará en tiempo real  las variaciones de 
los valores de las variables ambientales. 
A continuación se describirán los requerimientos el desarrollo de este sistema. 
6.3.1.1. Requerimientos de la Aplicación 
En términos de requerimiento, puesto a que es una aplicación que no está orientada al 
usuario se describirá solamente requerimientos no funcionales y funcionales. 
 Requerimientos Funcionales 
 
Tabla 61: Requerimientos funcionales del ganymede monitor ADK system 
 
Fuente: Elaboración propia 
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 Requerimientos no Funcionales 
 
Tabla 62: Requerimientos no funcionales del ganymede monitor ADK system 
 
Fuente: Elaboración propia 
 
6.3.1.2. Protocolo de mensajes implementado en el Ganymede Monitor ADK 
System 
El objetivo de diseñar esta aplicación, está basada en crear un software que soporte una 
comunicación M2M, entre el dispositivo de la placa electrónica Arduino ADK (cliente) 
y la Tablet con S.O. Android (Servidor). 
Para que haya una buena interacción entre el dispositivo Android y la tarjeta electrónica 
Arduino ADK, el software programado en ambas aplicaciones debe basarse en un 
protocolo de mensaje a alto nivel que especifique el conjunto de reglas que definirán la 
forma en cómo se transmitirá la información.  
Dado este requisito, se toma en cuenta la recomendación del protocolo de mensaje 
definido por Google, el cual es manejado a nivel de Aplicación (Ver Figura 281). 
 
 
Figura 281: Protocolo de mensajes definido a nivel de aplicación por google 
Fuente: Beginning Android ADK with Arduino, Bohmer 
 
Sin embargo, el protocolo recomendado por Google puede tomarse como base para la 
transmisión de mensajes e información más especializada, con el fin de transmitir y 
Clave Título Enunciado
RNF1 Despliegue El sistema debe desplegarse en tamaños de pantalla chico mediano y grande (Orientado a Tablets)
RNF2 Version API La version debe visualizarse con los dispositivos android con version 4.0, 4.0.3 o superior
RNF3 Comunicación 
La comunicación entra la aplicación y la tarjeta electronica debe hacerse via SPI y mediante la API 
que soporta el protocolo OpenAccesory.
RNF4
Formato de la 
informacion
No existe formato para la transferencia de la informacion, esta es enviada en codigo de bytes 
cumpliendo un protocol
RNF5 Alcance
La aplicación funcionara para obtener informacion desde la tarjeta electronica Arduino y 
almacenarla
en una base de datos SQLite.
RNF6 Capacidad Multihilo
La capacidad para el que fue diseñado el sistema manteniendo un buen performance en la 
cambiante interfaz grafica fue hasta cuatro variable pudiendo soportar mas variables con la 




El sistema  podra hacer uso del GPS que contiene el dispositivo para poder enviar el valor del 
geoposicionamiento a un ambiente remoto
RNF8
Capacidad de 
interacción con base 
de datos
El sistema es capaz de realizar transacciones de inserción a base de datos, de tal manera que se 
pueda persistir toda la información recibida desde el medio de percepción.
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recibir mensajes que tengan que ver con distintas tipos de datos, como las variables 
ambientales y el valor del Geoposicionamiento. Por lo tanto, se decide tomar como 
referencia el protocolo de mensajes definido por Mario Bohmer (Ver Figura 282), el cual 
incluye verificación de la integridad de datos de la trama transmitida. 
 
 
Figura 282: Protocolo de mensajes definido por mario bohmer 
Fuente: Beginning Android ADK with Arduino, Bohmer 
 
6.3.1.3. Diagrama de Componentes del Ganymede Monitor ADK System 
La Figura 283 muestra el diagrama de componentes, con el cual interactúa el sistema 
Ganymede Monitor ADK System. Se observa que este sistema interactúa directamente 
con el programa de Adquisición de datos principal Programa DAQ Arduino ADK y con 
la base de datos EVDATA SQLITE. 
 
 
Figura 283: Diagrama de componentes del sistema de ganymede monitor ADK 
Fuente: Elaboración propia 
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El protocolo de comunicación utilizado entre los dos dispositivos (Arduino ADK y Tablet 
Toshiba Excite 10) es el Android Open Accesory 2.0, implementado bajo protocolo Serial 
SPI, tal como se describió en el Capítulo 5 sección 5.3 “Diseño del Sistema de 
Adquisición de datos”. 
6.3.1.4. Diseño de la aplicación del Sistema Ganymede Monitor ADK 
 Casos de Uso 
La Figura 284 y 285 muestran los casos de uso del sistema Ganymede Monitor ADK, los 
cuales deben cumplir los siguientes requerimientos no funcionales: 
 RNF2: Versión API 
 RNF3: Comunicación 
 RNF5: Alcance 
 RNF7: Capacidad de Geoposicionamiento 
 
 
Figura 284: Caso de Uso CU01 - registrar la información ambiental 
Fuente: Elaboración propia 
 
 
Figura 285: Caso de Uso CU02 – consultar geoposicionamiento 
Fuente: Elaboración propia 
 
6.3.1.5. Procesos de negocio 
La Figura 286 muestra el diagrama de proceso principal que se lleva a cabo en la ejecución 
del monitoreo ambiental llevado por el sistema Ganymede Monitor ADK.  
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Figura 286: Proceso de negocio PN01-proceso principal monitoreo ambiental 
Fuente: Elaboración propia 
 
 
Figura 287: Proceso de Negocio PN02 – subproceso monitoreo ambiental 
Fuente: Elaboración propia 
 
La Figura 287 muestra el subproceso de monitoreo ambiental, el cual es aplicado 
reiterativamente todo el tiempo que lleve la misión de exploración. 
Descripción del proceso principal de Monitoreo Ambiental. 
 
Tabla 63: Proceso del monitoreo ambiental  




 Se energiza la tarjeta electrónica y se conecta al dispositivo 
Android, de esta manera ancla la aplicación de inicio. 
Consideraciones: 
 La aplicación está diseñada para ser una aplicación Portrait. 
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 La tarjeta Arduino debe estar energizado con una fuente externa y 
debe tener otra conexión hacia el dispositivo Android para realizar 




 La aplicación inicializa y abre la conexión que permitirán el envío 
y recepción de la información a los recursos externos como son el 
Arduino ADK y el GPS. 
 Gestiona los permisos de conexión por USB y la inicialización del 
servicio API que provee la información del módulo GPS interno. 
 Crea la Base de datos SQLite que será subido a la unidad de 
almacenamiento que provee contenido de datos compartidos entre 
aplicaciones Android, el Content Provider. 
 






 Se abre los flujos que gestionan el paso de la información mediante 
comunicación Serial USB siguiendo el protocolo SPI. 
 





 La aplicación inicializa el Subproceso iterativo que se encargará de 
monitorear el medio Ambiente, en un subproceso dedicado a 





 La aplicación termina el proceso. 
 
Fuente: Elaboración propia 
 
Descripción del subproceso de Monitoreo Ambiental 
 
Cuadro 1: Subproceso del monitoreo ambiental  




 Se ha energizado la tarjeta electrónica y se ha conectado al 
dispositivo Android. 
Consideraciones: 
 La aplicación está diseñada para ser una aplicación Portrait, es 
decir de vista con orientación vertical. 
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 La tarjeta Arduino debe estar energizado con una fuente externa y 
debe tener otra conexión hacia el dispositivo Android para realizar 
la comunicación SPI con este. 
3.1 Lectura del Frame 
de percepción 
 Se procede a leer el valor de comando obtenido desde la placa 
electrónica Open Source Arduino ADK. 
Consideraciones: 
 Solo para el caso en que el valor del Comando =”0” entonces 
continuar con el paso 3.2, caso contrario saltar al paso 3.4. 
 
3.2 Consulta valor GPS 
 
 Se procede a realizar la consulta del valor del GPS, al hacer uso 
del servicio expuesto por Google. 
Consideraciones: 
 Para poder consumir el servicio de GPS expuesto por Google, se 
debe de tener conexión a internet. 
 






 Se procede a enviar el valor del Geoposicionamiento obtenido de 
la actividad anterior, a la placa electrónica Open Source Arduino 
ADK, siguiendo el protocolo establecido por Mario Bühler. 
 





 En caso de que el comando sea distinto de “0”, entonces se 
procede a leer el valor de la variable ambiental que se encuentra 
dentro de la trama. 
 




 Se procesa el valor de la variable ambiental tomando como base el 
protocolo especificado por Mario Bühler. 
 
3.6 Registrar Variable 
Ambiental 
 
 Se almacena el valor de la variables Ambiental procesada dentro 
de la base de datos EVDATA SQLITE, el cual esta es subida al 




 Fin del proceso. 




6.3.1.6. Interfaz Gráfica de Usuario del Sistema Monitor ADK System 
Según la Figura 288, se observa la interfaz gráfica de usuario para representar el 
componente de software Ganymede Monitor ADK System. Como se puede apreciar, la 
interfaz define un layout que se encuentra dividido en cuatro vistas, controladas 
independientemente una de la otra. Esto sigue el patrón de diseño Composite, de manera 
que cada vista sea manejada por una clase java única, el cual se actualizará en el Thread 
que se encarga de manejar el aspecto dinámico de toda la interfaz gráfica de usuario. 
 
 
Figura 288: Interfaz gráfica del sistema monitor ADK system 
Fuente: Elaboración propia 
 
6.3.2. Sistema Ganymede Monitor 
El sistema Ganymede Monitor es el sistema encargado de procesar y almacenar la 
información obtenida de las variables ambientales en el ambiente de la estación de control 
remoto. Este sistema es usado para proveer información a un sistema de mayor escala 
desplegado en un entorno web. Por lo tanto, este interactúa con la base de datos EVDATA 
que se encuentra en el mismo servidor en el que se ejecuta el sistema Ganymede Monitor 
System. 
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6.3.2.1. Requerimientos de la Aplicación 
A continuación, se mencionará los requerimientos necesarios con los que se planteó como 
base para el desarrollo del componente de software. 
 Requerimientos Funcionales 
Tabla 64: Requerimientos funcionales del sistema monitor system
 
Fuente: Elaboración propia 
 
 Requerimientos no Funcionales 
Tabla 65: Requerimientos no funcionales del sistema monitor system 
 
Fuente: Elaboración propia 
 
6.3.2.2. Diagrama de Componentes 
La Arquitectura de esta aplicación parte de la interacción de todos los componentes 
involucrados en el proceso de monitoreo ambiental en el ambiente de control y 
supervisión remoto. De esta manera podemos identificar el siguiente diagrama de 
componentes (Ver Figura 289) sobre el cual se encuentra interactuando el sistema 
Ganymede Monitor System. 
Se observa la interacción que hay entre el sistema de Adquisición de datos Global y el 
sistema de Control y supervisión Remoto. Este último contiene el componente de 
Software Ganymede Monitor System y a su vez interactúa con la base de datos EVDATA 
del sistema de Almacenamiento. El sistema Gaymede Monitor System hace uso de 





El sistema actualizará la información de las 4 variables ambientales obtenidas cada vez que le 
llegue una notificación de recepción de la información en el puerto USB.
RF2 Registro
El sistema registrará la información de las  variables ambientales obtenidas desde el sistema de 
Adquisición de datos Global.
Clave Título Enunciado
RNF1 Despliegue El sistema debe desplegarse en un entorno Local
RNF2 Version API La versión de java usado es 6.0 a adelante.
RNF3 Comunicación La comunicación entra la aplicación y el modulo de comunicación inalambrica Xbee.
RNF4
Formato de la 
informacion
Envío de la información en formato de tramas que siguen el protocolo Zigbee. Dentro del payload 
de cada trama siguen el protocolo definido por Google para identificación de comandos.
RNF5 Alcance
La aplicación esta desarrollada para procesar distintos tipos de tramas provenientes de la red 
inalambrica sensorial. Ademas este sistema  realiza transacciones de almacenamiento dentro de 
la base de datos EVDATA.
RNF6
Capacidad Multihilo
La aplicación es lo suficientemente capaz de procesar distintos tipos de tramas que se reciben por 
el puerto USB, de tal manera que cada trama los procesa en un Thread independiente. De esta 
manera se logra tambien asegurar la capacidad multihilo para almacenar la informacion en base 
de datos considerando que las operaciones de insercion sean atómicas.
RNF7
Capacidad de 
interacción con base 
de datos
El sistema es capaz de realizar transacciones de inserción a base de datos, de tal manera que se 
pueda persistir toda la información recibida desde el medio de percepción.
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Figura 289: Diagrama de componentes del sistema monitor system 
Fuente: Elaboración propia 
 
6.3.2.3. Casos de Uso 
 Caso de Uso  CU01 - Almacenar la información de la Variable Ambiental 
Como se puede observar en la Figura 290, uno de los objetivos principales del sistema 
Ganymede Monitor es almacenar la información ambiental dentro de la base de datos 
EVDATA, de manera fiable, para eso se creo una cola sincronizada de mensajes con el 
subproceso que se encarga de hacer las operaciones de inserción en base de datos. 
 
Figura 290: CU01 – Almacenar información de la variable ambiental
 
Fuente: Elaboración propia 
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 Caso de Uso CU02 -  Monitoreo de Variables Ambientales 
Como se puede observar en la Figura 291, el Segundo Caso de Uso está relacionado con 
el monitoreo de las Variables Ambientales. Como componente de software MultiThread, 
este es capaz de procesar varios subprocesos presentados en la ejecución del programa. 
De por sí, ya en la misma ejecución del programa, este corre en el subproceso principal. 
La interfaz gráfica que se  ejecuta en un subproceso dedicado a los distintos eventos 
Listener que se producen por recepción de tramas en el puerto USB, se corren en distintos 
hilos que manejan las mismas variables sincronizadas en operaciones atómicas,  de tal 
forma que no corrompan la data que se encuentran manipulando. 
 
 
Figura 291: CU02 – Monitorear variables ambientales 
Fuente: Elaboración propia 
 
6.3.2.4. Proceso de Negocio 
Descripción del proceso principal de Monitoreo Ambiental (Ver Figura 292). 
 
 
Figura 292: Proceso principal de monitoreo ambiental 
Fuente: Elaboración propia 
318 
Tabla 66: Proceso principal Monitoreo ambiental 





 Se debe tener en cuenta de haber configurado correctamente el 
puerto de conexión del módulo Xbee. 
 Se debe verificar que la conexión a la base de datos EVDATA se 
encuentre habilitada. 
1. Despliegue de 
la GUI. 
 Se  instancian todos los componentes que conformaran la interfaz 
gráfica de usuario: 
- Gráficas de Variable Ambiental vs Tiempo 
- Esquemas de Ordenamiento de Componentes 
- Marcos 









 Se inicializa la conexión con los recursos como base de datos y 
comunicación Serial USB bajo especificación UART. 
 






 La aplicación inicializa el Subproceso iterativo que se encargará de 






 La aplicación termina el proceso. 
Fuente: Elaboración propia 
 
Descripción del subproceso de monitoreo Ambiental 
La Figura 293 muestra el subproceso de monitoreo ambiental que sigue el sistema 
Ganymede Monitor. El inicio es producido por un evento de lectura de la información 
ambiental por el puerto serial de la máquina el cual esta siendo conectado al dispositivo 
coordinador Xbee Serie 2. 
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Figura 293: Subproceso de monitoreo ambiental 
  Fuente: Elaboración propia 
 
Tabla 67: Proceso principal Monitoreo ambiental 





 La aplicación está diseñada para ser una aplicación 
LANDSCAPE, es decir de vista con orientación horizontal. 
 Se tiene habilitado, configurado y conectado el puerto USB al 
módulo Inalámbrico Xbee. 
 
3.1 Lectura del Frame 
 
 Se procede a leer los Frames obtenidos mediante un evento 
Listener del puerto USB, cuando el modulo inalámbrico recibe 
un determinado tipo de Frame, se produce una evento de alerta 
permitiendo que se  lea la trama obtenida. 
Consideraciones 
 Solo para el caso en que el valor del Comando =”0” entonces 
continuar con el paso 3.2, caso contrario saltar al paso 3.4. 
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 Se procede a extraer los datos del Geoposicionamiento de la 
trama obtenida con comando =”0”, esta información contiene 
los valores de latitud y longitud donde se encuentra el sistema 
robótico midiendo la variable Ambiental. 
 







 Una vez obtenidos los parámetros que determinan el 
Geoposicionamiento, se actualizan las variables de 
posicionamiento para que estos sean usados posteriormente en el 
registro de la información de la condición Ambiental. 
Saltar al paso 3.7. 
 
3.4 Procesamiento de 





 En caso de que el comando sea distinto de “0”, entonces se 
procede extraer la información de la variable Ambiental que se 
encuentra dentro del Frame, esto se realiza en un subproceso 
separado para no detener el subproceso en la se encuentra 
ejecutándose la interfaz gráfica. 
 




 Se procede a procesar el valor de la variable ambiental, para 
poder luego ser almacenado en base de datos. 
 
3.6 Registrar Variable 
Ambiental 
 
 Se procede a almacenar el valor de la variables Ambientales 
procesadas dentro de la base de datos EVDATA, esto se realiza 
en subprocesos distintos sin embargo la operación de almacenaje 
se debe de realizar de manera sincronizada para no perder 
información a la hora de manipular cada instancia de la 




 Fin del proceso. 
Fuente: Elaboración propia 
 
6.3.2.5. Interfaz Gráfica de Usuario 
La interfaz Gráfica de usuario muestra las cuatro variables principales que se van a 
monitorear en tiempo real (Ver Figura 294). Adicionalmente, tiene la capacidad para 
poder registrar mayor cantidad de sensores, sin embargo debido a que el programa 
cargaría con una mayor cantidad de subprocesos que actualizarían un mismo subproceso 
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de interfaz gráfica, entonces se limitará a solo mostrar 4 variables ambientales, de los 




Figura 294: GUI del ganymede monitor system 
Fuente: Elaboración propia 
 
6.3.3. Sistema SIGRMA (Sistema de Generación de Reportes de Monitoreo 
Ambiental) 
El Sistema de Generación de Reportes de Monitoreo Ambiental, es un sistema 
desarrollado en un entorno Web, el cual tiene la capacidad de realizar consultas de la 
información ambiental registrada en base de datos acorde con distintos filtros de entrada. 
En este sistema se genera reportes en formatos PDF y Excel, los cuales proveen 
información de análisis de comportamiento de las variables ambientales de acuerdo a las 
localizaciones y periodos de tiempo.  
El sistema SIGRMA, interactúa con la base de datos EVDATA, que es la base de datos 
donde se ha realizado los registros de las condiciones Ambientales medidas en distintos 
puntos estratégicos dentro de la mina. Además el sistema está configurado para ser 
accedido por distintos tipos de perfiles de usuario (Ver Figura 295) que van a interactuar 
con el sistema web, entre los cuales tenemos a los siguientes: 
 Gerente de Seguridad Minera 
 Superintendente de Seguridad Minera 




Figura 295: Catálogo de actores según perfil en una mina subterránea 
Fuente: Elaboración propia 
 
6.3.3.1. Requerimientos de la Aplicación Web 
 Requerimientos no Funcionales 
 
Tabla 68: Requerimientos no funcionales del SIGRMA
 
Fuente: Elaboración propia 
 Requerimientos Funcionales 
Tabla 69: Requerimientos funcionales del SIGRMA
 
Fuente: Elaboración propia 




Jefe de Departamento de 
seguridad minera





RNF1 Despliegue El sistema debe desplegarse en un entorno Web y se probado en distintos navegadores
RNF2 Version API La versión de java usado es 6.0 a adelante.
RNF3 Comunicación La comunicación de acceso a este aplicativo debe realizarse por medio de protocolo Http
RNF4 Alcance
La aplicación esta desarrollada para mostrar al usuario información de análisis con el que pueda 
tener como referencia para realizar un diagnóstico de seguridad ambiental dentro de la mina.
Mediante el Aplicativo se podrá generar reportes en base a lo consultado por el usuario.
RNF5
Capacidad de 
interacción con base de 
datos
El sistema es capaz de realizar transacciones  de consulta  a base de datos, de tal manera que se 
pueda realizar el análisis respectivo de la condición ambiental dentro de la mina.
Clave Título Enunciado
RF1
Consultas de las 
Condiciones
Ambientales
El sistema es capaz de realizar consultas a base de datos de las condiciones Ambientales en base a 




RF3 Generación de Gráficas
El sistema es capaz de generar gráficas de las condiciones Ambientales en periodos de tiempo y 
de acuerdo a la localización donde se tomaron las muestras respectivas.
RF4 Generación de Reportes El sistema es capaz de generar reportes de la información consultada y analizada.
323 
6.3.3.2. Casos de Usos del Sistema SIGRMA 
Según la Figura 296  se puede observar los casos de uso CU01 – Login y CU02 – Cerrar 
Sesión, que son propiamente del sistema SIGRMA, esto quiere decir que son las 
funcionalidades más generales y por lo tanto menos especializadas con las que se pueden 
interactuar con el sistema. 
 
 
Figura 296: Casos de uso CU01 – Login y CU02- cerrar sesión 
Fuente: Elaboración propia 
 
Descripción 
 CU01 - Login: Este caso de uso es usado para acceder al Sistema de Generación de 
Reportes de Monitoreo Ambiental. 
 CU02 - Cerrar Sesión: Este caso de uso es usado para cerrar la sesión iniciada en el 
caso de uso Login del Sistema de Generación de Reportes de Monitoreo Ambiental. 
 Caso de Usos del Módulo generalizado Consultar 
El módulo de consulta tiene todos los casos de uso que son usados para explotar la 
información almacenada en la base de datos EVDATA. Con la información solicitada se 
puede realizar exportación de reportes, envío de correo de dichos reportes y poder generar 
gráficas de análisis de condición ambiental dentro de la mina. 
Según la Figura 297, se observa que el caso de uso Consulta Variable Ambiental, es una 
generalización de los casos de uso de Consulta particulares como por consultar 
Temperatura, Humedad, Polvo y CO2. 
Descripción del Caso de Uso CU-03: 
 CU-03 Consulta Variable Ambiental: Este caso de uso es una 
generalización de los casos de uso de consulta de cada una de las Variables 
Ambientales registradas en Base de datos, el cual permite consultar los valores 
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de las variables ambientales según la localización en el que fue obtenido la 
información, los valores límites, la fecha y la hora. 
 
 
Figura 297: Casos de uso CU03 – consulta variable ambiental 
Fuente: Elaboración propia 
 
En este Caso de Uso tenemos los siguientes casos de usos particulares: 
 CU-03.1 Consulta Temperatura 
 CU-03.2 Consulta Humedad 
 CU-03.3 Consulta Polvo 
 CU-03.4 Consulta CO2 
 
 
Figura 298: Casos de uso de herencia del CU-03 consulta variable ambiental 
Fuente: Elaboración propia 
 
La Figura 298 muestra cada uno de los casos de uso particulares que heredan las 
funcionalidades extendidas del caso de  uso CU-03 Consulta Variable Ambiental. 
 CU-04 Buscar Variable Ambiental 
325 
 CU-05 Ver Variable Ambiental 
 CU-06 Exportar Reporte según Variable Ambiental 
 Especificaciones de Casos de Uso del Sistema SIGRMA 
 
Tabla 70: Caso de uso CU-01 Login
 
Fuente: Elaboración propia 
 
Tabla 71: Caso de uso CU-02 cerrar sesión 
 
Fuente: Elaboración propia 
 
Tabla 72: Caso de uso CU-03 consulta variable ambiental 
 
Fuente: Elaboración propia 
ID CU-01
Descripción Permite acceder al sistema medianete un perfil determinado de usuario se ingresa con usuario y contraseña
Actor Usuario
PreCondiciones El usuario debe tener permisos registrados en base de datos de acuerdo a su perfil
1 El usuario ingresa a la direccion URL del sistema SIGRMA
2 El sistema muestra un formulario con los campos de acceso, usuario y contraseña
3 El usuario ingresa los datos mencionada
4 El sistema valida los datos ingresados
5 En caso de ser validos los datos ingresados entonces se ingresa al sistema, caso contrario Ver Flujo Alterno1 Paso1
6 Fin del caso de uso
1 El sistema devuelve un Mensaje de error indicando que no es válido.
2 El usuario cierra la ventana del mensaje o presiona cancelar y salta al paso 1 del Flujo Alterno2
3 Se retorna al paso 3 del Flujo de Eventos
1
En caso de que se haya presionado Cancelar del paso 2 del flujo Alterno 1 o se el usuario cierre la ventana del 
navegador entonces continua con el paso 2
2 Fin del caso de uso
Flujo de Eventos
Caso de Uso: Login
Flujo Alterno1 : Datos Ingresados inválidos
Flujo Alterno2 : Cancelación de acceso al Sistema SIGRMA
ID CU-02
Descripción Permite cerrar la sesión iniciada por el caso de éxito del caso de uso CU-01
Actor Usuario
PreCondiciones El usuario debe haber accedido exitósamente al SIGRMA
1 El usuario presiona el botón de Cerrar Sesión
2 El sistema termina la sesion y regresa a la pagina de inicio del sistema
3 Fin del caso de uso
1 No aplica.
Flujo Alterno1 : Datos Ingresados inválidos
Caso de Uso: Cerrar Sesión
Flujo de Eventos
ID CU-03
Descripción Permite realizar consultas de una variable Ambiental determinada 
Actor Usuario
PreCondiciones El usuario debe haber seleccionado una Unidad Minera donde se realizará la consulta de la Variable Ambiental
1 El usuario selecciona una Unidad Minera
2 El usuario selecciona una consulta de una determinada Variable Ambiental
3
El Sistema devuelve toda la información registrada respecto a la variable Ambiental consultada, desde la primera 
misión de recolección de información
4 Fin del Caso de Uso
1 No aplica.
Caso de Uso: Consulta Variable Ambiental
Flujo de Eventos
Flujo Alterno1 : Datos Ingresados inválidos
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Tabla 73: Caso de uso CU-04 buscar variable ambiental 
 
Fuente: Elaboración propia 
 
Tabla 74: Caso de uso CU–05 ver variable ambiental 
 




Permite realizar Búsquedas de los registros de  condición Ambiental en función a los filtros de entrada solicitados
por el usuario, para un determinado tipo de Variable Ambiental
Actor Usuario
PreCondiciones El usuario debe haber ejecutado la consulta de la Variable Ambiental (CU-03)
1
El usuario llena al menos uno de los filtros de entrada que aparece en el panel de Búsqueda, en caso contrario, de 











El usuario presiona el botón Buscar
3 El Sistema devuelve la información filtrada por los parámetros de entrada ingresado por el usuario.
4 Fin del Caso de Uso
1
El usuario presiona el botón Buscar
2 El sistema devuelve toda los registros de condición ambiental de la Variable Ambiental consultada
3
Fin del Caso de Uso
Caso de Uso: Buscar Variable Ambiental
Flujo de Eventos
Flujo Alterno1 : No se ha ingresado ningún filtro de entrada
ID CU-05
Descripción
Permite visualizar el detalle de un registro de condición Ambiental consultado. Se puede observar Gráficas de 
comportamiento que relacionan a la variable Ambiental Consultada e información relevante para el usuario. 
Actor Usuario
PreCondiciones
El usuario debe haber ejecutado la consulta de la Variable Ambiental (CU-03) o haber ejecutado la búsqueda de la
Variable Ambiental (CU-04).
1
El usuario presiona el enlace del ID de búsqueda de alguno de uno de los registros que se muestran en la tabla de 
busqueda de condiciones Ambientales.
2
El sistema devuelve la siguiente Información:
Panel de Visualización de datos 
Nombre del usuario, perfil, email, código de usuario, teléfono, Unidad Minera, Localización de la Unidad Minera, 
Fecha de muestreo, Localización, Valor, Fecha de Información.
Gráfica de Análisis de Variable Ambiental vs Tiempo (Gráfica que representa el comportamiento de la Variable 
Ambiental en el tiempo para la fecha y unidad minera a la que pertenece el ID de búsqueda en consulta).
Gráfica de Análisis de Variable Ambiental vs Localización (Gráfica que representa el valor promedio de la Variable 
Ambiental en cada valor de Localización medido dentro de la Mina para la misma fecha de muestreo del ID de 
búsqueda en consulta).
Gráfica de Análisis de Variable Ambiental por Fecha (Gráfica de los valores promedios de la variable ambiental 
para la misma localización que la del ID de búsqueda para cada fecha de recolección en comparación con las 
gráficas que presentaron el valor promedio máximo y mínimo para una localización determinada)
Gráfica de Análisis de Variable Ambiental por Localización para las últimas cinco fechas de muestreo (Gráfica que 
representan el valor promedio de la variable Ambiental en cada valor de Localización dentro de la mina para las 
cinco últimas fechas de muestreo.
3
El usuario puede realizar un análisis de las gráficas expuestas y en función a esto poder dar un reporte de que 
tanto se estan tomando las medidas de seguridad para que no pueda ocurrir alguna accidente minero.
4 Fin del Caso de Uso
1 No aplica.
Flujo Alterno1 : No se ha ingresado ningún filtro de entrada
Caso de Uso: Ver Variable Ambiental
Flujo de Eventos
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Tabla 75: Caso de uso CU–06 exportar reporte según variable ambiental 
 
Fuente: Elaboración propia 
 
6.3.3.3. Interfaces Gráficas de Usuario 
 
Interfaz de Inicio Sesión Validación de Usuario 
Validación de Contraseña 
 
Interfaz de Bienvenida 
Figura 299: Caso de uso CU-01 Login 







Permite realizar una exportación de un reporte de la variable Ambiental consultada de los casos de uso Consulta 
Variable Ambiental (CU-03) o Buscar Variable Ambiental (CU-04).
Actor Usuario
PreCondiciones
El usuario debe haber ejecutado la consulta de la Variable Ambiental (CU-03) o haber ejecutado la búsqueda de la
Variable Ambiental (CU-04).
1
El usuario presiona cualquiera de los enlaces en forma de iconos de PDF o Excel, según el reporte que requiera 
exportar.
2
El sistema devuelve un mensaje de descarga del reporte generado.
3 Fin del Caso de Uso
1 No aplica.
Caso de Uso: Ver Variable Ambiental
Flujo de Eventos




Figura 300: Caso de uso CU-02 cerrar sesión 








Acción de Cerrar Sesión 
Pantalla de inicio sesión después de la acción login 
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Acción de Consultar Temperatura 
 
Se visualiza los valores registrados de la variable ambiental temperatura 
Figura 301: Caso de uso CU-03 consulta variable ambiental 
Fuente: Elaboración propia 
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Accion de búsqueda de Temperatura en función a filtros 
Figura 302: Caso de uso CU-04 buscar variable ambiental 
Fuente: Elaboración propia 
 
Reportes de Temperatura por Hora y por Localidad 
Reportes de Temperatura por Localización para las últimas 5 fechas  
Figura 303: Caso de uso CU-05 ver variable ambiental 
Fuente: Elaboración propia 
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Acción exportar en reporte PDF 
  
Reporte PDF exportado 
Figura 304: Caso de uso CU-06 exportar reporte según variable ambiental (PDF) 







































Figura 305: Caso de Uso CU-06 exportar reporte según variable ambiental (Excel) 




Acción exportar reporte en Excel 
Acción exportar reporte en Excel 
Reporte en Excel 
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6.4.  Componentes de Software involucrados en el Sistema de control 
6.4.1. Ganymede Navigator System 
El sistema de teleoperación Ganymede Navigator es el sistema encargado de realizar el 
control de navegación del sistema robótico a distancia. Este componente de software está 
desarrollado bajo la plataforma móvil Android, que saca provecho de los recursos de 
hardware que esta plataforma provee, Por ejemplo: el acelerómetro. 
Además, utiliza recursos de tecnologías de comunicaciones inalámbricas como WI-FI y 
Bluetooth, para la recepción de señales de video y voz y el envío de señales de control. 
6.4.1.1. Requerimientos de la aplicación 
 Requerimientos no Funcionales 
 
Tabla 76: Requerimientos no funcionales del ganymede navigator system
 
Fuente: Elaboración propia 
 
 Requerimientos Funcionales 
 
Tabla 77: Requerimientos funcionales del ganymede navigator system 
 






El sistema debe desplegarse en tamaños de pantalla chico mediano y grande (Orientado a Tablets), 
dado a la fácil maniobravilidad que estos tienen.
RNF2 Version API La versión debe visualizarse con los dispositivos android con version 4.0, 4.0.3 o superior.
RNF3 Comunicación Se debe transmitir la información a través  de las siguientes tecnologías inalámbricas: Bluetooth y WI-FI.
RNF4
Manejo de sensor 
Acelerómetro
Se debe realizar un control de las velocidades lineal y angular del sistema robótico a través de los 
valores obtenidos del acelerómetro en dos ejes.
RNF5 Alcance
La aplicación funcionará para realizar el control de la navegación del sistema robótico, a través de la 
visualización de cámara de video y el envío de señales de control mediante comunicación wireless 
bluetooth.
RNF6 Manejo de protocolo
Se establecerá un protocolo de comandos que determinará los distintos tipos de movimientos que 





El sistema es capaz de controlar la navegación del sistema robótico en tiempo real.
RF2
Visualización del 
entorno de Navegación Se visualiza el entorno de operación del sistema robótico a través de una cámara de video.
RF3
Recepción de sonido 
del 
entorno de Navegación
Se podrá recibir señales de voz del entorno en el que opera el sistema robótico a través del 
micrófono del dispositivo android.
RF4
Fácil manejo de los 
cambios de movimiento 
del robot
El sistema debe ser de fácil manejo de control de la navegación, asi como los cambios de estado 
de movimiento, mediante la orientación del dispositivo de control.
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6.4.1.2. Comportamiento Dual en un Sistema de Comunicaciones 
El diseño del Sistema Ganymede Navigator está basado considerando a los componentes 
que conforman a un sistema de comunicaciones, es decir para que se pueda transmitir la 
información entre el sistema Robótico y el usuario experto que lo controla, la aplicación 
Ganymede Navigator debe de tener carácter dual (transmisor y receptor). Como se 
comentó en la sección 5.4 “Diseño del sistema de Comunicaciones Inalámbricas”, la 
aplicación Ganymede Navigator se conecta a internet para transmitir y recibir los datos 
de video y voz que se obtienen directamente del micrófono y cámara de los respectivos 
dispositivos Android en el que se ejecuta la misma aplicación. Por tal motivo, al ver que 
se debe tener dos tipos de comportamiento  en una misma aplicación, se ha decidido crear 
dos usuarios o perfiles, uno para el usuario experto y el otro para el Sistema Robótico 
Ganymede. El perfil creado para el usuario experto, es denominado con el nombre de 
“User1” y el perfil para lleva el sistema Robótico Ganymede es denominado “User2”. 
Estos usuarios o perfiles estarán dentro de una misma sesión “Ganymede”, en el que 
ambos puedan establecer una video-llamada y transmitir la información de voz y video 
según sea el requerimiento RF2 y RF3 de la Cuadro 23. 
 
 
Figura 306: Comportamiento dual del sistema ganymede navigator 
Fuente: Elaboración propia 
 
La Figura 306 muestra el comportamiento dual del Sistema Ganymede Navigator que fue 
instalado en dos dispositivos móviles Android, teniendo en cuenta  la Arquitectura de red 
de la Figura 263, mostrada en la sección 5.4 “Diseño del sistema de Comunicaciones 
Inalámbricas”. 
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6.4.1.3. Diagrama de Componentes 
Con lo mencionado en el apartado anterior y considerando que además para poder 
teleoperar el sistema Robótico, la aplicación Ganymede Navigator con perfil User, debe 
de transmitir los comandos de control de tal forma que pueda realizarla navegación 
(Requerimiento Funcionales RF1 y RF4 de la Cuadro 19), entonces el Sistema Ganymede 
Navigator debe interactuar con otros componentes de Software externos. Entre los 
componentes de software con los que interactúa según la Figura 307, se encuentra el 
programa Multiprotocolar Arduino descrito en la Figura 262  y el Programa de Control 





Sistema de control de Velocidad




Figura 307: Diagrama de componentes del sistema ganymede navigator 
Fuente: Elaboración propia 
 
6.4.1.4. Casos de Uso del Sistema Ganymede Navigator 
 
Figura 308: Caso de uso CU01 – iniciar session 
 
Fuente: Elaboración propia 
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Tabla 78: CU01 – Caso de uso iniciar sesión 
 
Fuente: Elaboración propia 
 
Figura 309: CU02 – Caso de uso iniciar video llamada 
 
Fuente: Elaboración propia 
 
Tabla 79: CU02 – Caso de uso iniciar video llamada 
 
Fuente: Elaboración propia 
 
Figura 310: CU03 – Caso de uso enviar configuración de velocidad
 
Fuente: Elaboración propia 
ID CU-01
Descripción Permite acceder al sistema mediante un perfil determinado de usuario
Actor Usuario
PreCondiciones El usuario debe haberse registrado para una cuenta determinada
1 El usuario ingresa a la aplicación Ganymede Navigator
2 El sistema muestra una página con los dos campos nombre de Usuario y nombre de la Sesión
3 El usuario ingresa con nombre igual  a "User1" y nombre de la Sesión "Ganymede"
4 El sistema habilita las funciones de control de navegación del Sistema Robótico.
5 El sistema muestra una página con todos los usuarios asociados a la sesión
6 Fin del caso de uso
1 El usuario ingresa a la aplicación Ganymede Navigator
2 El sistema muestra una página con los dos campos nombre de Usuario y nombre de la Sesión
3 El usuario ingresa con rol diferente a "User1"  Ejem: "User2" y nombre de la Sesion "Ganymede"
4 El sistema muestra una página con todos los usuarios asociados a la sesión
5 Fin del caso de uso
Caso de Uso: Iniciar Sesión
Flujo de Eventos
Flujo Alterno : El usuario ingresa con un nombre diferente a "User1"
ID CU-02
Descripción Permite realizar una video llamada a la aplicación Ganymede Navigator logeado con cualquier Rol de usuario
Actor Usuario
PreCondiciones El usuario debe haber iniciado correctamente la aplicación y debe de encontrar al menos otro usuario en la lista de Usuarios
1 El usuario selecciona uno de los Usuarios asociados a la sesión de la lista cargada previamente
2 El usuario presiona el botón Call User para iniciar una video llamada con el otro usuario
3 El Sistema  muestra el interfaz Ganymede Navigator con los controles visibles únicamente si el usuario es "User1", caso contrario no son visibles
4 El sistema se asocia con el dispositivo Bluetooth HC-05
5 Fin del caso de uso
1 El usuario selecciona uno de los Usuarios asociados a la sesión de la lista cargada previamente
2 El usuario presiona el botón Call User para iniciar una video llamada con el otro usuario
3 El Sistema  no obtiene respuesta y termina la videollamada
4 Fin del caso de uso
Flujo de Eventos: El usuario destinatario no aceptó la VideoLlamada
Caso de Uso: Iniciar Video Llamada
Flujo de Eventos: El usuario destinatario aceptó la VideoLlamada
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Tabla 80: CU03 – Caso de uso enviar configuración de velocidad 
 
Fuente: Elaboración propia 
 
Figura 311: CU04 – ver cámara de video 
 
Fuente: Elaboración propia 
 
Tabla 81: CU04 – Ver cámara de video 
 
Fuente: Elaboración propia 
 
6.4.1.5. Modos de Navegación del Sistema Robótico Ganymede 
El Sistema Ganymede Navigator fue diseñado para enviar distintos comandos de 
Navegación al sistema Robótico Ganymede. La tabla muestra la relación de los comandos 
que son usados para controlar los movimientos de traslación y rotación e incluso si estos 
son combinados a partir de determinadas orientaciones que se le da al dispositivo Android 




Permite enviar la señales de referencia de velocidad vía comunicación Bluetooth, según orientación del dispositivo o por botón de dirección 
presionado
Actor Usuario
PreCondiciones El usuario inició correctamente la aplicación Ganymede Navigator con rol "User1" y se logró conectar con el dispositivo bluetooth asociado
1 El usuario presiona los botones  FORWARD, BACKWARD, ANTICLOCKWISE o CLOCKWISE para enviar las señales de velocidad
2 El sistema envía la señal indefinidamente según comando seleccionado
3 El usuario deja de presionar el botón
4 El sistema envía el comando COMMAND_STATIC
5 Fin del caso de uso
1 El usuario cambia el estado del toggle button para habilitar la interacción del dispositivo con el acelerómetro
2 El sistema se encarga de calcular el valor sensado del acelerómetro
3 El sistema envía la señal según el comando seleccionado, el cual depende de la orientación del dispositivo movil.
4 Fin del caso de uso
Caso de Uso: Enviar Configuración de Velocidad
Flujo de Eventos
Flujo Alterno : El usuario elegió enviar la configuración de velocidad mediante el acelerómetro
ID CU-04
Descripción Habilita la recepcion de señales de video y actualiza la frame con cada imagen del streaming de video transmitido
Actor Usuario
PreCondiciones El usuario presionó el botón Call User correctamente desde el caso de uso CU-02
1 El usuario acepta la llamada entrante que realiza el usuario Solicitante
2 El sistema habilita la transmisión de video
3 El sistema habilita la transmisión de Audio
4 El sistema recarga el frame de video con las imágenes transmitidas desde el dispositivo emisor
5 Fin del caso de uso
1 El usuario cancela la llamada entrante que realiza el dispositivo del usuario solicitante
2 El sistema no habilita servicios de video ni de audio
3 Fin del caso de uso
Flujo Alterno : El usuario cancela la solicitud de la llamada entrante
Caso de Uso: Ver cámara de Video
Flujo de Eventos
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Tabla 82: Múltiples movimientos personalizados según comando de control 















(Giro Anti horario sobre 
X) 
Orientación 
de la Tablet 
en función 




Modo Angular Positivo Angular Negativo Lineal Positivo-Angular 
Positivo 
Estado 












de la Tablet 
en función 
de ejes XY 
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de la Tablet 
en función 
de ejes XY 
    
Fuente: Elaboración propia 
 
6.4.1.6. Proceso de negocio 
 
Figura 312: Proceso de negocio del control de navegación del sistema robótico
 







Tabla 83: Descripción del proceso de monitoreo de navegación  









 La aplicación está diseñada para tener un modelo Landscape. 
 Se debe haber hecho también una asociación previa con el módulo 
bluetooth HC05 seleccionado para transferir la información y 
haber obtenido la dirección de este según los comandos de 
consulta AT realizados en la configuración de la comunicación 
inalámbrica del mismo Módulo. 
 
1. Iniciar Sesión 
 Se carga la pantalla de Inicio Sesión y el servicio de chat. En este caso 
se tiene dos campos que deben ser llenados para iniciar la aplicación: 
o Nombre del Usuario 
o Nombre de la Sesión 
 
 Se ingresa el nombre de la sesión con el valor de “Navigator” 
 Se da Click en el Check para confirmar los datos ingresados. 
 En caso se llene el campo Usuario con valor “User1”, entonces 
continuar con el paso 2. 
 En caso contrario, entonces continuar con el paso 3. 
 
Nota: Solo se puede iniciar la aplicación en modo usuario experto de 





 Una vez ingresado con el usuario “User1”, se habilitan los controles 
que manejan la visibilidad de los botones usados para la teleoperación 
del Robot y se procede a cargar la lista de usuarios que se encuentran 
asociados a la sesión ingresada (“Ganymede”). 
3. Iniciar Video 
Llamada 
 
 Una vez que se haya cargado la lista de usuarios asociados a la cuenta, 
se procede a realizar la sesión video llamada con el usuario que se 
quiera establecer la comunicación. Para eso se realiza las siguientes 
acciones: 
 El usuario selecciona al usuario destinatario. 
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 El usuario presiona en el Botón Cámara 
Consideraciones 
 En caso se haya tenido éxito en la aceptación de la video llamada, 
entonces, continuar con la Actividad 6. 
 Caso contrario, se puede volver a realizar otra video llamada, 





 En caso se haya ingresado con otro usuario diferente a “User1”, 
entonces se deshabilitan los controles que manejan la visibilidad de los 
botones usados para la teleoperación del Robot y se procede a cargar la 
lista de usuarios asociados a la cuenta “Ganymede”. 
Consideraciones 
 En el momento en que llegue una llamada entrante desde el 
usuario “User1” (Usuario solicitante), se acepta la llamada y se 
continúa con la Actividad 5. 
5. Iniciar 
Streaming de 
Video y Voz 
 Una vez que se haya aceptado la videollamada del “User1”, se carga la 
aplicación Ganymede Navigator, sin controles de teleoperación, el cual 
únicamente intercambia los datos de voz y video con el usuario con 
quien ha establecido la comunicación. Esto debido a que en la 
Actividad 4, la aplicación Ganymede Navigator esta únicamente en 
modo Streaming. 









 Una vez que la videollamada se haya aceptado, se prepara la interfaz 
gráfica del Ganymede Navigator modo Controller, con los controles 
usados para la teleoperación del Robot y se inicia la trasmisión y 
recepción de los datos de voz y video intercambiados con el dispositivo 
móvil del usuario con quien se estableció la comunicación. Se procede 
a realizar una búsqueda del dispositivo Bluetooth HC-05 asociado. 
Una vez encontrado el HC-05, la aplicación está listo para enviar 
señales que contiene la información de las velocidades de referencia 
que debe seguir el sistema robótico 
Consideraciones 
 En caso de que no haya conexión con internet entonces no se inicia 
la aplicación del Ganymede Navigator y termina el proceso. 
 En caso no se haya podido realizar la conexión con el módulo 
Bluetooth HC-05, solo se podrá realizar el intercambio de datos de 
voz y video más no se podrá controlar al Robot. Finalmente 
termina el proceso. 





 Una vez habilitado el Streaming de Video y voz y la comunicación con 
el módulo Bluetooth HC-05 entonces se procede a realizar alguna de 
las siguientes acciones: 
 Si cambia el botón toggle button ha estado ON, entonces se 
permitirá enviar los valores de las velocidades de referencia según 
la orientación del sensor acelerómetro del dispositivo Móvil 
Android, tal y como se explica en Tabla 77  de la sección anterior: 
“Modos de Navegación del Sistema Robótico Ganymede”. 
 En caso contrario se podrá enviar los siguientes comandos al 
presionar alguno de los botones de movimiento: 
o COMMAND_STATIC (En caso no se presiona ningún botón 
o se deja de presionar) 
o COMMAND_FORWARD  (Se presiona el botón de flecha 
hacia arriba) 
o COMMAND_BACKWARD (Se presiona el botón de flecha 
hacia abajo) 
o COMMAND_ANTICLOCKWISE (Se presiona el botón de 
flecha hacia la derecha) 
o COMMAND_CLOCKWISE (Se presiona el botón de flecha 
hacia la izquierda 
Consideraciones 
 La cantidad de velocidad estará en un rango del 0 a 100 % de duty 
cycle según la posición del cursor del Seek Bar. 
Nota: Esta actividad se encuentra ejecutándose indefinidamente hasta que 
ocurra un evento externo que cancele su operación. 
8. Fin 
 
Fin del proceso. 











6.4.1.7. Interfaces Gráficas de Usuario 
 Pantalla de Inicio 
 
 
Figura 313: Pantalla de inicio de la aplicación ganymede navigator 
Fuente: Elaboración propia 
 
 Pantalla del Chat Room 
 
 
Figura 314: Pantalla de entrada al chat room 
Fuente: Elaboración propia 
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 Pantalla del Incoming Video Call 
 
  
Figura 315: Pantalla de llamada entrante de la aplicación 
Fuente: Elaboración propia 
 
 Pantalla Ganymede Navigator Assistant 
 
 
Figura 316:Pantalla de ganymede navigator assitant 





Switch ON/OFF del 
Acelerómetro 
Regulador de Duty cycle  
Botones de Comando 
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 Pantalla User VideoCamara Streaming 
 
 
Figura 317: Pantalla video cámara streaming 
Fuente: Elaboración propia  
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CAPITULO VII: DESCRIPCIÓN DE LA CONSTRUCCIÓN 
Aquí se procederá a describir la serie de pasos que se realizaron para construir el sistema 
Robótico Ganymede. Como pudimos ver en el capítulo V DISEÑO MECÁNICO, DE 
TRACCIÓN Y DE TRANSMISIÓN DE POTENCIA, el sistema Robótico está 
conformado por las tres secciones y se iniciará describiendo en el siguiente orden: 
1. Sección de los elementos de transmisión de Potencia Mecánica y 
movimiento 
2. Sección de los elementos de control y monitoreo del sistema de 
Navegación y Adquisición de datos. 
3. Sección de los elementos de percepción, detección y alimentación del 
Robot 
7.1. Construcción de la Sección de la transmisión de Potencia Mecánica y 
Movimiento 
1. Construcción de la estructura y del chasis 
 
 
Figura 318: Estructura mecánica del sistema robótico 
Fuente: Elaboración propia 
 
Se formó la estructura (Ver Figura 318) en base a los perfiles de ángulo de acero según 
las especificaciones de la sección “5.7.7.4 Selección de perfiles, dimensiones y  
configuración”, en el cual fueron unidos mediante soldadura de electrodos. 
Se cortó planchas de acero y aluminio según las dimensiones de la estructura soldada con 
un espesor de 3 milímetros (Ver Figura 319) y se hizo un doblez de 45° coincidiendo con 
la envolvente del contorno del chasis. 
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Figura 319: Chasis del sistema robótico 
Fuente: Elaboración propia 
 
Finalmente se reemplazó la plancha de acero de la parte superior del chasis por aluminio 
con la finalidad de reducción de peso, tal como se muestra en la Figura 320. 
 
 
Figura 320: Cubierta de aluminio para el chasis 
Fuente: Elaboración propia 
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2. Ensamblaje del Chasis con las chumaceras y los ejes 
Una vez construido el chasis, este se mecaniza para crear los agujeros, canales, ojos 
chinos, etc. Todo esto para comenzar a ensamblar las chumaceras, los ejes y el engranaje 
conducido.  
En la Figura 321, se puede observar cómo se está formando los canales usados para poder 
darle flexibilidad al movimiento lineal de las chumaceras de piso con la finalidad de poder 
realizar una regulación en la tensión de las orugas del sistema de locomoción. 
 
 
Figura 321: Formación de canales y agujeros para el ensamblaje de chumaceras 
Fuente: Elaboración propia 
 
 
Figura 322: Ensamblaje de los ejes y arboles de transmisión de potencia 
Fuente: Elaboración propia 
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En la Figura 322 se puede observar el chasis con los árboles de transmisión de potencia, 
los ejes, los engranajes y los soportes que se dan a estos para mantenerlos a una altura 
apropiada. 
En la Figura 323, se puede observar que se ha tenido que adaptar la altura de las 
chumaceras de piso a perfiles tubulares de sección cuadrada. 
 
 
Figura 323: Perfiles tubulares de sección cuadrada como soporte a las chumaceras 
Fuente: Elaboración propia 
 
3. Ensamblaje del Chasis con los motores y engranajes 
Una vez ensamblado las chumaceras, ejes, árboles y engranajes conducidos se proceden 
a ensamblar los motores Ampflow, cada uno con su engranaje piñón restringido por la 
chaveta, tornillo y anillo de sujeción (Ver Figura 324).  
 
 
Figura 324: Motores ampflow ensamblados en el sistema de transmisión de potencia 
Fuente: Elaboración propia 
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En la Figura 325, se puede observar que se ha tenido que adaptar la altura de los motores 
mediante bases de acero, de tal forma que los engranajes queden bien acoplados. 
Asimismo, también se ha añadido bocinas, una en cada eje delantero, con la finalidad que 
cada una de ellas tenga un perfil interno de gusano, para que a través de un mecanismo 
que transforma el movimiento angular a lineal, este pueda desplazar linealmente los ejes 
delanteros y tensar las orugas que ensamblan junto al árbol de transmisión de potencia y 
al eje, uno para cada lado (Ver Figura 326). 
 
 
Figura 325: Soporte usado para fijar los motores ampflow 
Fuente: Elaboración propia 
 
 
Figura 326: Mecanismo de giro a desplazamiento lineal de ejes delanteros 
Fuente: Elaboración propia 
soporte 
351 
4. Ensamblaje del Chasis con las Ruedas y Oruga 
Una vez ensamblado los elementos activos y sus soportes para la transmisión de potencia, 
se procede a ensamblar las ruedas y orugas, tal y como se observa en la Figura 327. 
 
 
Figura 327: Ruedas y orugas ensambladas al sistema de locomoción 
Fuente: Elaboración propia 
 
 
Figura 328: Ruedas y orugas tensadas y fijadas 
Fuente: Elaboración propia 
 
7.2. Construcción de la Sección de control y monitoreo del sistema de Navegación 
y Adquisición de datos. 
En esta sección se describirá el ensamblaje de todos los dispositivos de control de 
velocidad y de adquisición de datos.  
1. Ensamblaje de plancha de soporte intermedio 
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Figura 329: Plancha de aluminio ensamblada para los circuitos de control 
Fuente: Elaboración propia 
 
Para poder ensamblar los circuitos encargados de realizar el control de velocidad y el 
control de datos de envío y recepción del sistema de adquisición de datos, se ha dispuesto 
de una plancha de aluminio internamente en el Robot, tal y como se observa en la Figura 
329. 
2. Presentación de elementos en la plancha intermedia 
Para poder realizar los agujeros usados para ensamblar los circuitos y placas electrónicas, 
se realizó una presentación completa de todos los dispositivos que van dentro de esta 
sección, tal y como se observa en las Figuras 330 y 331. 
 
 
Figura 330: Presentación de los dispositivos electrónicos en la plancha metálica 
Fuente: Elaboración propia 
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Figura 331: Presentación de los dispositivos electrónicos en la plancha metálica 
Fuente: Elaboración propia 
 
3. Fijación de los Circuitos y placas electrónicas presentados 




Figura 332: Presentación de los dispositivos electrónicos en la plancha metálica 
Fuente: Elaboración propia 
 
Se proceden a fijar cada uno de los elementos en la posición en la que se encuentran en 
la Figura 333 y 334. 
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Figura 333: Fijación de los dispositivos de control en el sistema robótico 
Fuente: Elaboración propia 
 
 
Figura 334: Fijación de los dispositivos de control en el sistema robótico 
Fuente: Elaboración propia 
 
7.3. Construcción de la Sección de dispositivos de percepción, detección y 
alimentación del Robot 
Se compra las cajitas y recubrimientos necesarios para las dos estaciones de sensores y 
se fabrica la tarjetas PCB del sistema de Adquisición de datos modular (Ver Figura 335). 
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 Figura 335: Circuitos de adquisición de datos modular y principal 
Fuente: Elaboración propia 
 
Se pinta la estructura del Chasis, se fija la tarjeta electrónica del sistema de adquisión de 
datos modular y la cajita de la Tablet (Ver Figura 336). 
 
 
Figura 336: Fijación de los dispositivos de adquisición de datos en el sistema robótico 
Fuente: Elaboración propia 
 
Se introduce la Tablet dentro de la caja de plástico y se fija para evitar desplazamiento 
lineal (Ver Figura 337). 
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Figura 337: Fijación de la tablet en el sistema robótico 
Fuente: Elaboración propia 
 
Finalmente, se fija la caja de la estación de sensores principal, estación de sensores del 
sistema modular y el sujetador con el Smartphone (Ver Figura 338). 
 
 
Figura 338: Presentacion final del sistema robótico 
Fuente: Elaboración propia  
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CAPITULO VIII: PRUEBAS Y RESULTADOS 
En esta sección se decribe las pruebas realizadas para la funcionalidad definida dentro del 
alcance del proyecto. Se debe considerar que el sistema piloto esta conformado por dos 
sistemas principales que son los que proporcionan el valor completo al proyecto, estos 
son los siguientes: 
1. El Sistema de Control de Navegación del Sistema Robótico 
2. El Sistema Telemático de información Ambiental 
8.1. Pruebas del Sistema de Control de Navegación del sistema Robótico 
Para realizar las pruebas del sistema de control de navegación, se plantió realizar de 
manera gradual las pruebas, iniciando con una prueba unitaria del primero componente 
con el que interactua el usuario, de esta manera se obtuvo la siguiente lista de pruebas 
realizadas: 
 Prueba de iniciación de Videollamadas del Sistema de Control de Navegación 
 Prueba del sistema de Adaptación inalámbrico (“el Retransmisor”) 
 Prueba del control de velocidad de motores modo modulación según orientación 
del acelerometro 
 Prueba de Fuerza del Sistema de Robótico, sobre planos inclinados 
 Prueba de alcance de la comunicación del sistema de navegación 
8.1.1. Prueba de iniciación de Video llamadas del Sistema de Control de 
Navegación 
a. Se realizó la instalación del archivo compilado GanymedeNavigator.apk en los 
dispositivos móviles Samsung Galaxy J1 Ace y LG-E796  
b. Se seleccionó la aplicación Ganymede Navigator del pantalla de inicio de cada 




Figura 339: Aplicación ganymede navidator en dispositivo movil 
Fuente: Elaboración propia 
 
c. Se ingresó los datos de sesión considerando que el room name sea el mismo en 
los dos móviles, en la prueba se ingreso “Ganymede” y el nombre de usuario en 
uno de los celulares debe ser “User1” para que pueda habilitar la interfaz comando 
del robot Ganymede. 
 
 
Figura 340: Registro de usuario al chat room 
Fuente: Elaboración propia 
 
d. Dar Click en el check para confirmar los datos del usuario. 
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Figura 341: Chat room iniciado con diferentes usuarios en dispositivos móviles  
Fuente: Elaboración propia 
 
e. Seleccionamos al usuario que deseamos llamar de la lista de usuarios y 
presionamos el botón de la videollamada. 
 
 
Figura 342: Ejecucion de video llamada desde usuario 1 al usuario 2  
Fuente: Elaboración propia 
 
f. Seleccionamos al usuario que deseamos llamar de la lista de usuarios y 
presionamos el botón de la videollamada. 
 
 
Figura 343: Recepcion de video llamada de usuario 1 en el dispositivo móvil del usurio 2  
Fuente: Elaboración propia 
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g. Presionamos el Boton verde para aceptar la videollamada, caso contrario botón 
rojo. 
h. Se valida que se la comunicación entre ambas aplicaciones asi como la 
transmisión de datos de voz y video.  
 
 
Figura 344: Conexión establecida entre dos usuarios (Usuario 1 con control remoto) 
Fuente: Elaboración propia 
 
8.1.2. Prueba del sistema de Adaptación inalámbrico (“el Retransmisor”) 
a. Se alimentó el retransmisor con alguna fuente externa, para motivos de pruebas 
se uso el puerto USB serial de la computadora. 
 
 
Figura 345: Modulo de adaptación de protocolos bluetooth y Xbee energizado  
Fuente: Elaboración propia 
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b. Se alimentó el xbee receptor en otra computadora para poder recibir los comandos 
de movimiento del Robot. 
 
 
Figura 346: Modulo Xbee receptor energizado  
Fuente: Elaboración propia 
 
c. Se siguen los pasos del punto 9.1.1, para habilitar el programa de comando 
Ganymede Navigator. 
d. Se procede a enviar los comandos tanto al presionar botones como al habilitar el 
acelerómetro. 
e. Se observa que el comando llego al Xbee Receptor con los valores indicados 
según el botón presionado y el duty cicle  seleccionado. Asimismo al probar el 
acelerómetro los comandos obtenidos fueron los esperados. 
 
 
Figura 347: Prueba de envio de comando desde el dispositivo móvil del usuario 1 al Xbee receptor  
Fuente: Elaboración propia 
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Figura 348: Recepcion de la trama del comando para el control de velocidad de los motores  
Fuente: Elaboración propia 
 
8.1.3. Prueba control de velocidad de motores modo modulación según orientación 
del acelerómetro (Pruebas sin movimiento) 
a. Se alimentó el retransmisor con alguna fuente externa, para motivos de pruebas 
se uso el puerto USB serial de la computadora. 
b. Se conecta la llave de alimentación de la baterías del sistema Robotico para 
alimentar todo el sistema de Navegación. 
c. Se ejecuta los pasos de la a hasta la h, para poder iniciar el programa Comando 
del sistema Robótico (Detalle prueba 9.1.1). 
d. Finalmente se activa el botón del acelerómetro según la Figura 349 
 
 
Figura 349: Prueba de activación del acelerómetro del programa de control de navegacion  
Fuente: Elaboración propia 
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Figura 350: Pruebas del comando COMMAND_FORWARD 
Fuente: Elaboración propia 
 
 
Figura 351: Pruebas del comando COMMAND_FORWARD_CLOCKWISE 
Fuente: Elaboración propia 
 
 
Figura 352: Pruebas del comando COMMAND_CLOCKWISE 
Fuente: Elaboración propia 
364 
 
Figura 353: Pruebas del comando COMMAND_CLOCKWISE (Duty cicle aumentado) 
Fuente: Elaboración propia 
 
 
Figura 354: Pruebas del comando COMMAND_ANTICLOCKWISE  
Fuente: Elaboración propia 
 
 
Figura 355: Pruebas del comando COMMAND_ANTICLOCKWISE (Duty cicle aumentado) 
Fuente: Elaboración propia 
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Figura 356: Pruebas del comando COMMAND_ BACKWARD_CLOCKWISE 
Fuente: Elaboración propia 
 
 
Figura 357: Pruebas del comando COMMAND_ BACKWARD_CLOCKWISE (Duty cicle 
aumentado) 
Fuente: Elaboración propia 
 
8.1.4. Prueba de Fuerza del Sistema de Robótico, sobre planos inclinados 
Para realizar la pruebas de fuerza sobre planos inclinados, se desarrollo la prueba en el 
cerro ecológico de Santiago de Surco, la Loma Amarilla, el cual tiene una altura de 
aproximadamente 30 metros, siendo exitoso la subida hasta la cima de la loma. 
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Figura 358: Primera subida del sistema robotico en un plano con pendiente de 20° 
Fuente: Elaboración propia 
 
Los pasos para poner puesta en operación el Sistema Robótico son los mismos que las del 
paso 9.1.4 y 9.1.5. 
 
 
Figura 359: Distancia recorrida de 7 metros en plano inclinado de 20° 




Figura 360: Distancia recorrida de 12 metros en plano inclinado de 20° 
Fuente: Elaboración propia 
 
 
Figura 361: Prueba en terreno húmedo  
Fuente: Elaboración propia 
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8.1.5. Prueba de alcance de la comunicación del sistema de navegación 
Para realizar la pruebas de alcance la comunicación, se desarrolló la prueba en el cerro 
ecológico de Santiago de Surco, la Loma Amarilla, el cual tiene un recorrido ida y vuelta 
de 200 metros, a una altura de aproximadamente 20 metros. Se hiceron las pruebas con 
un alcance de hasta 80 m, teniendo en cuenta que la comunicación establecida puede 
llegar a mayor alcance. 
 
 
Figura 362: Pruebas de alcance de 20 metros en plano inclinado de 20° 
Fuente: Elaboración propia 
 
 
Figura 363: Pruebas de alcance de 30 metros en plano inclinado de 20° 




Figura 364: Pruebas de alcance de 40 metros en plano inclinado de 20° 
Fuente: Elaboración propia 
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Figura 365: Pruebas de alcance de 50 metros en plano inclinado de 20° 
Fuente: Elaboración propia 
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8.2. Pruebas del Sistema Telemático de información Ambiental 
Para realizar las pruebas del sistema de Telematico, se realizó una prueba integral de 
todos los componentes que involucran el sistema de supervisión y control de Adquisición 
de datos (SCADA), el cual la única forma para que este puede operar es que se produzca 
los distintos eventos a nivel de puertos Seriales USB, encontrandos en en los Host que 
corren los programas: Ganymede Monitor System y Ganymede Monitor System ADK 
(Programa Android). 
Pruebas de los Sistemas Ganymede Monitor y Ganymede MonitorADK System 
a. Se realizó la instalación del archivo compilado GanymedeADK.apk en el 
dispositivo móvil Toshiba Excite 10. 
 
 
Figura 366: Prueba en dispositivo Tablet Toshiba Excite 10 
Fuente: Elaboración propia 
 
b. Se conectó el Xbee Coordinador Serie 2 (ZIGBEE) a la máquina de centralización, 
supervisión y control de datos. Adicionalmente, se busca el puerto COM, creado 




Figura 367: Xbee coordinador de Red Sensorial conectado y energizado 
Fuente: Elaboración propia 
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Figura 368: Puerto COM habilitado para la comunicación serial con el Xbee coordinador 
Fuente: Elaboración propia 
 
c. Se configura el directorio mostrado en la Figura, donde se encuentran el archivo 
compilado GanymedeMonitor.jar, Carpeta de Librerias LIB, Ganymede.bat, 
ganymedemonitorproject.properties y log4j.properties. 
 
 
Figura 369: Configuracion del ambiente de ejecución del programa Ganymedemonitorproject 
Fuente: Elaboración propia 
 











Figura 370: Archivo ganymedemonitorproject.properties 





# default log setting 
log4j.logger.com.rapplogic.xbee=DEBUG, main-appender, console-
appender 














log4j.appender.main-appender.layout.ConversionPattern=[%d] [%t] [%p] 
[%c] %m %n 




[%p] [%c] %m %n 
Figura 371: Archivo log4j.properties 





"C:\Program Files (x86)\Java\jdk1.7.0_10\jre\bin\java" -jar %archivo% 
D:\Home\TesisMecatronicaPROYECTOFINAL\XBEE\Prueba\ganym
edemonitorproject.properties 
Figura 372: Archivo Ganymede.bat 
Fuente: Elaboración propia 
 
e. Se ejecutan mediante ventana de comandos el .bat 
 
 
Figura 373: Ejecucion del archivo .bat del programa ganymedemonitor 
Fuente: Elaboración propia 
 
f. Se observa que se creo el Archivo GanymedeMonitor.log 
 
 
Figura 374: Resultado del archivo .log del programa ganymedemonitor inicializado 
Fuente: Elaboración propia 
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g. Finalmente se observa a la Interfaz Gráfica de Usuario 
 
 
Figura 375: Interfaz gráfica del programa ganymedemonitor 
Fuente: Elaboración propia 
 
h. Se habilitan a la estación de sensores, así como tambien a los Xbee Router con 
alimentación. 
 
i. Finalmente se conecta la Tablet Toshiba Excite 10 con el Arduino ADK y se 
acepta la ventana emergente que se dispara mediante BroadcastReceiver con el 
permiso de ejecutar GanymedeExplorerADK. 
 
 
Figura 376: Conexión entre el arduino ADK y la tablet toshiba excite 10  
Fuente: Elaboración propia 
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j. Se Observan los resultados esperados 
 
 
Figura 377: Tablet toshiba excite 10 recibiendo información de las variables ambientales  
Fuente: Elaboración propia 
 
 
Figura 378: Recepcion completa de las variables ambientales  




Figura 379: Envio de las variables ambientales optenidas por el sistema de adquisicion de datos modular 
Fuente: Elaboración propia 
 
 
Figura 380: Recepcion de las variables ambientales en el programa ganymedemonitor 




Figura 381: Archivo .log con la recepción de las variables ambientales  
Fuente: Elaboración propia 
 
 
Figura 382: Tabla de condición ambiental poblada desde el programa ganymedemonitor  
Fuente: Elaboración propia 
 
 
Figura 383: Tabla de variable ambiental (ejemplo: temperatura) poblada 
Fuente: Elaboración propia 
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Pruebas del sistema SIGRMA (Sistema de generación de Reportes de Monitoreo 
Ambiental) 
a. Se verificó los parámetros de conexión de la Base de datos EVDATA y se generó 
el archivo WAR, compilado. 
 
 
Figura 384: Configuracion de la conexión a la BD desde el sistema web SIGRMA 
Fuente: Elaboración propia 
 
b. Se instaló el archivo WAR, con el nombre SIGRMAWebPJT.war, en un 
contenedor Web. Para nuestras pruebas se realizó en el Apache Tomcat Server. 
 
 
Figura 385: Archivo compilado .WAR del sistema web SIGRMA 
Fuente: Elaboración propia 
 
c. Se ingresó a la url de la consola administrativa del servidor tal y como se muestra 
en la Figura 386. 
 
 
Figura 386: Servidor HTTP inicializado para el despliegue del SIGRMA 
Fuente: Elaboración propia 
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d. Se ingresó al Manager App. 
 
 
Figura 387: APP MANAGER del servidor APACHE TOMCAT  
Fuente: Elaboración propia 
 
e. Se cargó el archivo WAR indicado en el paso b. 
 
 
Figura 388: Archivo compilado del SIGRMA cargado en el APP MANAGER 
Fuente: Elaboración propia 
 
f. Se ingresó a la consola http://localhost:8081/SIGRMAWebPJT/login.xhtml para 
acceder a la aplicación web SIGRMA. 
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Figura 389: Pagina Login del SIGRMA inicializada 
Fuente: Elaboración propia 
 
g. Ingresamos los campos de usuario y clave y damos click en Aceptar 
 
Figura 390: Inicio de sesion autenticado  
Fuente: Elaboración propia 
 
Figura 391: Pantalla de bienvenida del  sistema SIGRMA  
Fuente: Elaboración propia 
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h. Se seleccionó una unidad minera en donde se hizo la recolección y  la variable 
ambiental que fue consultada (Por Ejemplo: Temperatura). 
 
 
Figura 392: Pantalla de búsqueda de consulta de variable ambiental  
Fuente: Elaboración propia 
 
i. Se Ingresó los valores de los criterios de búsqueda para poder hacer la consulta 
bajo esos determinados filtros. 
 
 
Figura 393: Valores de búsqueda ingresados y validados por el SIGRMA  
Fuente: Elaboración propia 
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j. Se hizo Click en cualquier código de búsqueda para poder obtener los reportes de 
esa consulta respecto a todas las demás consultas para esa determinada variable 
ambiental en la misma unidad minera. 
 
 
Figura 394: Primera sección de reportes de monitoreo ambiental   
Fuente: Elaboración propia 
 
 
Figura 395: Segunda sección de reportes de monitoreo ambiental   
Fuente: Elaboración propia 
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Figura 396: Exportación de reportes de la información consultada en formato PDF 
Fuente: Elaboración propia 
 
 
Figura 397: Exportación de reportes de la información consultada en formato excel 
Fuente: Elaboración propia 
 
8.3. Prueba Completa del Sistema Robótico dentro de la Mina Subterránea Modelo 
del Parque de las leyendas. 
Se desarrolló una última prueba de campo en la mina subterránea modelo del parque de 
las leyendas, el cual fue el ambiente más parecido al de una mina subterránea real.  
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a. El sistema Robótico se comandó en todo el recorrido de ingreso a la mina 
subterránea, a travesando montículos de arena, terrenos inestables húmedos y  
superfies con pendiente de hasta 40° de elevación. 
 
 
Figura 398: Navegación del sistema Robótico instantes antes de entrar a la Mina 
Fuente: Elaboración propia 
 
b. En el ingreso al interior de la mina subterránea modelo este pudo recorrer 
satisfactoriamente, caminos estrechos y con giros pronunciados. 
 
Figura 399: Navegación del sistema Robótico en el compartimento de entrada de la mina 
Fuente: Elaboración propia 
 
c. Su sistema de locomoción y navegación demostró tener la suficiente potencia y la 
capacidad para subir pequeños escalones que no superó los 10 cm de alto. 
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Figura 400: Navegación del sistema robótico atravesando el compartimento del ascensor de carga 
Fuente: Elaboración propia 
 
d. En el interior de la mina, el sistema Robótico se desplazó por una superficie con 
pendiente de caída de 15°, sin la producción de ningún tipo de resbalamiento. 
 
Figura 401: Navegación del sistema robótico atravesando el compartimento del operaciones de extracción 
del mineral 
Fuente: Elaboración propia 
 
e. Finalmente, el sistema Robotico finaliza su exploración, al recorrer el último 
tramo de salida, que pertence a la sección del transporte del material extraído. 
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Figura 402: Misión de exploración completa del sistema robótico 
Fuente: Elaboración propia 
 
f. En el momento de la exploración, el Sistema Robótico envió los datos de las 
variables ambientales de manera inalámbrica, los cuales pudieron ser visualizados 
exitosamente, en el Sistema de Monitoreo ambiental. 
 
Figura 403: Gráficas de Monitoreo Ambiental en tiempo real 
Fuente: Elaboración propia 
 
g. El sistema de Monitoreo Ambiental, almacenó de manera fiable, los datos de las 
variables ambientales en la Base de Datos. Al hacer una consulta de los datos se 
observó que los valores ambientales estuvieron dentro del rango normal 
permisible, establecido por la DIGESA. 
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Figura 404: Data Almacenada en la base de datos muestra los valores extraídos y recolectados por el 
robot 
Fuente: Elaboración propia 
 
h. La información registrada mediante el Sistema Monitoreo, fue accedida mediante 
el Sistema de Generación de Reportes de Monitoreo Ambiental. 
 
 
Figura 405: Data por el sistema Web SIGRMA el día de la prueba 
Fuente: Elaboración propia 
 
i. Cada registro de búsqueda consultada en el Sistema de Generación de Reportes 
de Monitoreo Ambiental, despliega un ventana en el cual se puede ver gráficos de 
análisis de la variable ambiental relacionada al código de búsqueda. 
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Figura 406: Gráfica obtenida de la explotación de la información almacenada 
Fuente: Elaboración propia 
 
j. Cada consulta realizada mediante los filtros de búsqueda del Sistema de 
Generación de Reportes es exportado en documentos PDF y Excel. 
 
 
Figura 407: Reporte generado con la información almacenada 
Fuente: Elaboración propia 
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8.4. Cálculo del costo total del proyecto 
En la Tabla 57, se puede observar tabla de costos por producto utilizado y por tipo de 
fabricación. El proyecto fue abordado bajo tecnologías de software opensource que 
permitio reducir enormemente el costo total de licencia por software, enfocándose solo a 
costo pode fabricación de hardware tanto en electrónica como mecánica. 
 
Tabla 84: Tabla de costos del proyecto ganymede 
 
Fuente: Elaboración propia 
 
TIPO CANTIDAD DESCRIPCIÓN FABRICANTE PRECIO UNITARIO (S/.) PRECIO (S/.)
1
Juego de Orugas con 
Sprockets de tracción HONDA 2240 2240
4 Chumaceras de Pared NTN 100 400
4 Chumaceras de Piso NTN 100 400
2 Eje Delantero SLDM Precisiones Mecánicas 260 520
2 Engranaje Conductor SLDM Precisiones Mecánicas 300 600
2 Engranaje Conducido SLDM Precisiones Mecánicas 350 700
2 Árbol de Transmisión de Potencia SLDM Precisiones Mecánicas 500 1000
2 Anillos de Retencion SLDM Precisiones Mecánicas 1 2
4 Perfil Tubular para base de Chumaceras RTD Soluciones Mecánicas 20 80
4 Perfiles de acero angulo 90 RTD Soluciones Mecánicas 50 200
2 Planchas de acero RTD Soluciones Mecánicas 200 400
1 CPP Anticorrosivo Azul SODIMAC 20 20
2 Planchas de acrilico HI-FI 40 80
2 Caja de plástico HI-FI 10 20
1 Tarjeta Open Source Arduino UNO Arduino 80 80
1 Tarjeta Open Source Arduino Mega ADK Arduino 223 223
1 Tablet Toshiba Excite 10 Toshiba 1300 1300
1 Smartphone Samsung Samsung 700 700
1 Smartphone Motorola Motorola 700 700
1 Driver Sabertooth 2x60 Dimension Engineering 623.7 623.7
2 Motores Ampflow E30-150 Ampflow 854 1708
2 Bateria Yuasa de 12 V 17.2AH Yuasa 165 330
1 Plancha de Aluminio RTD Soluciones Mecánicas 100 100
2 Modulos Xbee s3b 900MHz Digi international 145 290
3 Modulos Xbee s2 2.4GHz Digi international 97 291
2 Antenas de 900 Mhz Digi international 40 80
1 Módulo Bluetooth HC-05 Parallax 40 40
2 Bateria LiPo 7.4V 1000mAh EnrichPower 39 78
2 Regulador de Voltaje Ubec EMAX 5V helipal 55 110
3 Microcontrolador PIC 16F977A Microchip 18 54
1 Módulo LCD 2x16L HI-FI 15 15
2 LM35 Texas-Instruments 5 10
2 Módulo DHT11 Mouser Electronics 9 18
1 Módulo Groove CO2 Groove 99 99
1 Módulo de Polvo Groove Dust Sensor Groove 77.76 77.76
2 Amplificadores LM324 Texas-Instruments 2 4
2 Borneras de cable delgado HI-FI 4 8
1 Sujetador para smarthphone HI-FI 15 15
1 Cable para ProtoBoard 1mt HI-FI 5 5













1. El Sistema Mecánico diseñado demostró ser compacto y resistente contra 
colisiones de rocas dentro de la mina subterránea. 
 
2. El sistema de alimentación energética demostró un tiempo de autonomía de 40 
min a 60% de potencia, que es la potencia necesaria para desplazarse en terrenos 
pedregosos, para un recorrido de 400 metros apróximadamente. 
 
3. El sistema Robótico demostró un alcance de telemetría de hasta 80 metros 
pudiendo ser mayor la distancia de teleoperación. 
 
4. El Sistema de locomoción basado en Orugas demostró tener la capacidad de subir 
superficies con pendientes de elevación de hasta 30˚, esto debido a que la tracción 
es mayor, al tener un mayor área de contacto con la superficie. 
 
5. La mayor carga tensional de flexión y torsión lo recibe los árboles de transmisión 
de potencia, los cuales mantienen buenos índices de seguridad en su operación de 
aproximadamente 3.4. 
 
6. La aplicación de monitoreo en tiempo real, es un sistema multihilo eficiente, que 
demostró tener la capacidad de poder recibir diferentes tipos de trama, almacenar 
y procesar esta información de manera segura y eficiente. 
 
7. El Sistema de Reportes de Monitoreo Ambiental presentó los reportes de 
monitoreo ambiental con información útil sobre los valores obtenidos de las 
variables ambientales recolectados dentro de la mina subterránea. 
 
8. El mecanismo de desplazamiento de los ejes delanteros permitió tener un control 
en la regulación de la tensión a la que deben estar sometida las orugas para su 
puesta en operación. 
 
9. La Red Zigbee formada por sensores que son portados por el sistema Robótico da 
la flexibilidad que estos puedan formar parte de una red más grande de sensores 
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instalados en toda la mina subterránea y de esta forma recopilar mayor cantidad 
de información. 
 
10. El sistema de control de navegación permitió mayor facilidad de control con el 
modo de botones para movimientos de giros más finos y pequeños recorridos, sin 
embargo, para movimientos más complejos que involucran combinados de 
traslación y rotación, el modo de control de acelerómetro dio mejores resultados. 
 
11. En los casos que falló el sistema de comunicación inalámbrica Zigbee en la 
transmisión de la información desde el sistema robótico hasta el sistema de 
monitoreo y centralización de datos, se demostró que la información quedó 
almacenada en la Tablet, para su posterior procesamiento. 
 
12. El sistema de retransmisión de la señal Bluetooth a DigiMesh para la 
teleoperación del sistema robótico, demostró identificar tramas válidas y correctas 
obtenidas desde el módulo Bluetooth debido a la desincronización de frecuencias 




1. En caso la señal de control se pierda cuando se atraviesa varios muros, entonces 
se recomienda implementar una red malla con Routers que permitan retransmitir 
el paquete enviado desde el control remoto hasta el sistema robótico. 
 
2. Se debe implementar el control de lazo cerrado diseñado para permitir una mayor 
precisión en el movimiento del Sistema Robótico. 
 
3. Se recomienda implementar un sistema de comunicación inalámbrica MIMO 
permitiendo mayores tasas de transferencia de la información y distancias de 
cobertura, para poder tener un sistema de teleoperación más fiable. 
 
4. Se recomienda también adicionar una mayor variedad de sensores ambientales de 
gases tóxicos al sistema secundario con la finalidad de que se pueda tener mayor 
conocimiento del estado ambiental y así tomar decisiones de seguridad ambiental. 
 
5. Se recomienda reducir el peso del chasis del sistema Robótico con material más 
ligero, como el titanio. Esto permitirá ahorrar un mayor consumo de energía y por 
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Anexo 1: Perfil Inclinado Lateral izquierdo 










Anexo 2: Perfil Inclinado Lateral Derecho 
 
Fuente: Elaboración Propia 
 
Anexo 3: Perfil Angular en el eje X 
Fuente: Elaboración Propia 
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Anexo 4: Perfil Angular en el eje Y 
 
Fuente: Elaboración Propia 
 
Anexo 5: Perfil Angular en el eje Z 
 
Fuente: Elaboración Propia 
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Anexo 6: Plancha de unión de la nariz del Robot 
 
Fuente: Elaboración Propia 
 
Anexo 7: Ensamble soldado de la estructura Mecánica 
 
Fuente: Elaboración Propia 
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Anexo 8: Engranaje Conducido 
 
Fuente: Elaboración Propia 
 
Anexo 9: Engranaje Conductor 
 
Fuente: Elaboración Propia 
402 
Anexo 10: Eje Deltantero 
 
Fuente: Elaboración Propia 
 
Anexo 11: Árbol de Transmisión de Potencia 
 
Fuente: Elaboración Propia 
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Anexo 12: Motor Ampflow 
 
Fuente: Elaboración Propia 
 
Anexo 13: Soporte para el Motor Ampflow 
 
Fuente: Elaboración Propia 
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Anexo 14: Base Chumacera de Piso 
 
Fuente: Elaboración Propia 
 
Anexo 15: Chumacera de Pared 
 
Fuente: Elaboración Propia 
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Anexo 16: Chumacera de Piso 
 
Fuente: Elaboración Propia 
 
Anexo 17: Orugas HONDA 
 
Fuente: Elaboración Propia 
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Anexo 18: Sprocket HONDA 
 
Fuente: Elaboración Propia 
 
Anexo 19: Ensamble Sistema de Locomoción HONDA 
 
Fuente: Elaboración Propia 
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Anexo 20: Estructura Metálica del Robot 
 
Fuente: Elaboración Propia 
 
Anexo 21: Ensamblaje del Robot Ganymede PARTE 1 
 
Fuente: Elaboración Propia 
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Anexo 22: Ensamblaje del Robot Ganymede PARTE 2 
 
Fuente: Elaboración Propia 
 
Anexo 23: Ensamblaje del Robot Ganymede PARTE 3 
 
Fuente: Elaboración Propia 
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Anexo 24: Ensamblaje del Robot Ganymede PARTE 3 
 
Fuente: Elaboración Propia 
 
Anexo 25: Script Matlab del modelamiento matemático del motor con reducción 
%%% Modelamiento Matemático 
%%% Datos experimentales 
Kt=0.04029357; 












G1=tf([1], [L Ra]); 
G2=tf([1], [Je Be]); 
G3 =tf(r*Kt); 
G4 =tf(Kv); 
%%%% Segun grafico de la diapositiva 10 
%%%% Funcion de transferencia 
%%%%% 




Fuente: Elaboración Propia 
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fprintf('Polos: %2.2f; %2.2f\n',poles(1),poles(2)); 
Fuente: Elaboración Propia 
Anexo 27: Script Matlab Obtención de los parámetros característicos de sistema de 
segundo orden Normalizado 




Fuente: Elaboración Propia 
Anexo 28: Script Matlab Análisis de las raíces 




fprintf('El punto de ruptura es: % 3.2f\n',Rup); 
Fuente: Elaboración Propia 
Anexo 29: Script Matlab Diagramas de bode 




Fuente: Elaboración Propia 
Anexo 30: Script Matlab Modelo Simplificado 
%% Modelo simplificado  
Gsim=tf([K*(-poles(2))],[1 (-poles(2))]) 
Fuente: Elaboración Propia 
Anexo 31: Script Matlab Modelo Simplificado 



















Fuente: Elaboración Propia 
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Anexo 32: Script Matlab Función de transferencia del encoder 
%% Funcion de transferencia del enconder 
Kenc= (4*1000)/(2*pi) 
Fuente: Elaboración Propia 
Anexo 33: Script Matlab Selección del tiempo de muestreo 





Fuente: Elaboración Propia 
Anexo 34: Script Matlab Función de transferencia en tiempo discreto del modelo 
Simplificado 













Fuente: Elaboración Propia 
Anexo 35: Script Matlab Lugar de las raíces en el dominio Z para el sistema Lazo 
abierto 
%% lugar de las raices en el dominio Z 
rlocus(Gz) 
zgrid 
Fuente: Elaboración Propia 
Anexo 36: Script Matlab Función de transferencia en lazo cerrado con realimentación 
unitaria 
%% funcion de transferencia en lazo cerrado con realimentacion unitaria 
Gzcer=feedback(Gz,1); 
step(Gzcer); 
disp('Se observa que en tiempo discreto la planta en lazo cerrado, es inestable') 
Fuente: Elaboración Propia 
Anexo 37: Procedimiento de obtención del controlador por SISOTOOL 







a. Se abre el entorno de SISOTOOL: 
 
b. Entorno de SISOTOOL Lugar de las raíces y respuesta en frecuencia 
 
 






d. Se  importa la función de transferencia en tempo discreto simplificado 
 
 
e. Se observa el lugar de las raíces con realimentación igual a 1 y sin compensador 
 






g. Se edita el compensador agregando un derivador en z=0  
 
h. Finalmente se posiciona los polos en lazo cerrado de manera que se satisfagan las 
especificaciones de diseño: 
 
 





Anexo 38: Programa GanymedeNavigator.ino 
/* 
GanymedeNavigator.ino 
Programa Ganymede Navigator sketch: Encargado del algoritmo de implementación del controlador en lazo abierto del Robot 
Ganymede Navigator 
Funciones: 
Recibe la trama de comandos y velocidades por el modulo inalámbrico Xbee s3b 
Lee los comandos enviados por la Tablet, los decodifica y obtiene las velocidades diferenciales 





#define TxSB 9 
 
XBee xbee = XBee(); 
XBeeResponse response = XBeeResponse(); 
ZBRxResponse rx = ZBRxResponse(); 
ModemStatusResponse msr = ModemStatusResponse(); 
SoftwareSerial SWSerial(NOT_A_PIN, TxSB); // RX on no pin (unused), TX on pin 11 (to S1). 
Sabertooth ST(128, SWSerial); // Address 128, and use SWSerial as the serial port. 
 
#define COMMAND_STATIC 0 
#define COMMAND_FORWARD 1 
#define COMMAND_BACKWARD 2 
#define COMMAND_CLOCKWISE 3 
#define COMMAND_ANTICLOCKWISE 4 
#define COMMAND_FORWARD_ANTICLOCKWISE 5 
#define COMMAND_FORWARD_CLOCKWISE 6 
#define COMMAND_BACKWARD_ANTICLOCKWISE 7 
#define COMMAND_BACKWARD_CLOCKWISE 8 
int yMotorA = 0; 
int yMotorB = 0; 
int yMotorAS = 0; 
int yMotorBS = 0; 
 
int statusLed = 11; 
int errorLed = 13; 
 
void setup() { 
  pinMode(statusLed, OUTPUT); 
  pinMode(errorLed, OUTPUT); 
  Serial.begin(9600); 
  xbee.setSerial(Serial); 
  flashLed(statusLed, 3, 50); 
  delay(500); 
  SWSerial.begin(9600); 
  ST.autobaud(); 
  ST.setTimeout(5000); 
  delay(500); 
} 
 
void loop() { 
  xbee.readPacket(); 
  if (xbee.getResponse().isAvailable()) { 
        if(xbee.getResponse().getApiId() == ZB_RX_RESPONSE){ 
            xbee.getResponse().getZBRxResponse(rx); 
            if (rx.getOption() == ZB_PACKET_ACKNOWLEDGED) { 
                flashLed(statusLed, 10, 10); 
            } else { 
                flashLed(errorLed, 2, 20); 
            } 
            uint8_t commando = (uint8_t) rx.getData(0); 
            switch (commando) 
            { 
    case COMMAND_STATIC: 
     yMotorA = 0; 
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     yMotorB = 0; 
    break; 
    case COMMAND_FORWARD: 
     yMotorA = ((rx.getData(1))& 0xff) ; 
     yMotorB = yMotorA; 
    break; 
    case COMMAND_BACKWARD: 
     yMotorA = ((rx.getData(1))& 0xff); 
                                              yMotorA = -1 * yMotorA; 
     yMotorB = yMotorA; 
    break; 
    case COMMAND_ANTICLOCKWISE: 
                  yMotorB = ((rx.getData(1))& 0xff); 
     yMotorA = -1 * yMotorB; 
    break; 
    case COMMAND_CLOCKWISE: 
                   yMotorA = ((rx.getData(1))& 0xff); 
                                              yMotorB = -1 * yMotorA; 
    break; 
                               case COMMAND_FORWARD_ANTICLOCKWISE: 
     yMotorA = ((rx.getData(1))& 0xff); 
     yMotorB = ((rx.getData(2))& 0xff); 
    break; 
    case COMMAND_FORWARD_CLOCKWISE: 
     yMotorA = ((rx.getData(2))& 0xff); 
                                              yMotorB = ((rx.getData(1))& 0xff); 
    break; 
    case COMMAND_BACKWARD_ANTICLOCKWISE: 
                   yMotorA = -1 * ((rx.getData(2))& 0xff); 
     yMotorB = -1 * ((rx.getData(1))& 0xff); 
    break; 
    case COMMAND_BACKWARD_CLOCKWISE: 
                   yMotorA = -1 * ((rx.getData(1))& 0xff); 
     yMotorB = -1 * ((rx.getData(2))& 0xff); 
    break; 
                               default: 
                                              yMotorA = 0; 
     yMotorB = 0; 
    break; 
 } 
       }else if (xbee.getResponse().getApiId() == MODEM_STATUS_RESPONSE) { 
        xbee.getResponse().getModemStatusResponse(msr); 
        if (msr.getStatus() == ASSOCIATED) { 
          flashLed(statusLed, 10, 10); 
        } else if (msr.getStatus() == DISASSOCIATED) { 
          // hay una desasocioacion entre xbee 
          flashLed(errorLed, 10, 10); 
        } else { 
          flashLed(statusLed, 5, 10); 
        } 
      } else { 
          flashLed(errorLed, 1, 25);     
      } 
       yMotorAS = (int)((yMotorA * 127)/ 100 ); 
       yMotorBS = (int)((yMotorB * 127)/ 100 ); 
       if(yMotorAS > 127){ 
         yMotorAS = 127; 
       } 
       if(yMotorBS > 127){ 
         yMotorBS = 127; 
       } 
       if(yMotorAS < -127){ 
         yMotorAS = -127; 
       } 
       if(yMotorBS < -127){ 
         yMotorBS = -127; 
       } 
       ST.motor(1,yMotorAS); 
417 
       ST.motor(2,yMotorBS); 
  }else if (xbee.getResponse().isError()){ 
     flashLed(errorLed, 3, 100); 
  }else{ 
     flashLed(errorLed, 3, 50); 
  } 
} 
 
void flashLed(int pin, int times, int wait) { 
     
    for (int i = 0; i < times; i++) { 
      digitalWrite(pin, HIGH); 
      delay(wait); 
      digitalWrite(pin, LOW); 
       
      if (i + 1 < times) { 
        delay(wait); 
      } 
    } 
} 
// Fin del Programa GanymedeNavigator.ino 
Fuente: Elaboración Propia 
Anexo 39: Programa MonitorADKSketchV7.cpp 
/* 
MonitorADKSketchV7.cpp 
Programa Monitor ADK sketch: Encargado del proceso de Adquisición de datos principal 
Funciones principales:  
Lee los valores ambientales de los principales sensores Temperatura, humedad, CO2, Polvo, Humo 
Comunicación con la Tablet Toshiba para leer el geo posicionamiento y guardar la información en la 
Base de datos interna en la Tablet 









#define ZERO_VALUE          0x0 
#define COMMAND_POSICION    0x0 
#define COMMAND_POLVO       0x1 
#define COMMAND_HUMEDAD     0x2 
#define COMMAND_TEMPERATURA 0x3 
#define COMMAND_TOXICIDAD   0x4 
#define NUMBER_COMMAND      0x5 
 
#define INPUT_PIN_0         0x0 
#define INPUT_PIN_1         0x8 
#define INPUT_PIN_2         0x2 
#define INPUT_PIN_3         0x3 
#define MSG_LENGTH          0x4 
#define COD_REQUEST         0x0 








float v_in =5.0; 
const int pinRx = 11; 








uint8_t payload[] = { 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0}; 
uint8_t dataEV_payload[] = {0, 0, 0, 0, 0}; 
 
XBeeAddress64 addr64 = XBeeAddress64(0x0013a200, 0x40c1af2e); 
ZBTxRequest zbTx = ZBTxRequest(addr64, payload, sizeof(payload)); 
ZBTxRequest zbEVTx = ZBTxRequest(addr64, dataEV_payload, sizeof(dataEV_payload)); 
ZBTxStatusResponse txStatus = ZBTxStatusResponse(); 
int statusLed = 13; 
int errorLed = 13; 
 
int pin = 8; 
unsigned long duration; 
unsigned long starttime; 
unsigned long sampletime_ms = 30000;//sampe 30s&nbsp;; 
unsigned long lowpulseoccupancy = 0; 
 
unsigned char dataRevice[9]; 
int temperature; 
int CO2PPM; 
const unsigned char cmd_get_sensor[] = 
{ 
    0xff, 0x01, 0x86, 0x00, 0x00, 




  pinMode(statusLed, OUTPUT); 
  pinMode(errorLed, OUTPUT); 
  pinMode(INPUT_PIN_1,INPUT); 
  pinMode(OUTPUT_PIN_9,OUTPUT); 
  digitalWrite(OUTPUT_PIN_9, LOW); 
  Serial.begin(9600); 
  sensor.begin(9600); 
  xbee.setSerial(Serial); // xbee para enviar la trama de la posicion del robot 
  acc.powerOn(); 
  payload[0] = COMMAND_POSICION; 
  sntmsg1[0] = COMMAND_POSICION; 
  sntmsg1[1] = INPUT_PIN_0; 




  //inicia la comunicacion I2c 
   if(acc.isConnected()){  
      int convertedValue = extraerVariable(COMMAND_POSICION); 
      //Serial.println(convertedValue); 
      delay(50); 
      writeDataAcc(convertedValue); 
      clearTrama(); 
      delay(500); 
      // aca deberia empezar despues de la llave 
      readGeoposition(); // read geoposition from Android 
      delay(200); 
      xbee.send(zbTx); // envia la trama de la geoposicion  
      flashLed(statusLed, 1, 100); 
      delay(200); 
      verificaTxStatusResponse(xbee); 
     for(int i=1;i<NUMBER_COMMAND;i++){ 
           // loop para enviar las variables ambientales y la peticion de lectura del Geoposition 
           delay(500); 
           int convertedValue = extraerVariable(i); 
           //Serial.println(convertedValue); 
           delay(50); 
           writeDataAcc(convertedValue); 
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           clearTrama(); 
           delay(500); 
           setDataEV_payload(convertedValue); 
           delay(500); 
           xbee.send(zbEVTx); 
           flashLed(statusLed, 1, 100); 
           delay(200); 
           clearEV_payload(); 
      } 
      delay(200); 
      digitalWrite(OUTPUT_PIN_9, HIGH); 
      delay(200); 
      digitalWrite(OUTPUT_PIN_9, LOW); 
      delay(200); 
      clear_payload(); 
      }   
} 
 
int extraerVariable(int currentCommand){ 
  int convertedValue=0; 
  int currentADCValue=0; 
  switch(currentCommand){ 
     case 0: 
       sntmsg[0] = COMMAND_POSICION; 
       sntmsg[1] = INPUT_PIN_0; 
       sntmsg[2] = COD_REQUEST; 
       payload[0] = COMMAND_POSICION; 
       convertedValue = 0; 
       break; 
     case 1: 
       sntmsg[0] = COMMAND_POLVO; 
       sntmsg[1] = INPUT_PIN_1; 
       sntmsg[2] = MSG_LENGTH; 
       dataEV_payload[0] = COMMAND_POLVO; 
       convertedValue = obtenerDust(); 
       break; 
     case 2: 
       sntmsg[0] = COMMAND_HUMEDAD; 
       sntmsg[1] = INPUT_PIN_2; 
       sntmsg[2] = MSG_LENGTH; 
       dataEV_payload[0] = COMMAND_HUMEDAD; 
       convertedValue = obtenerHumidity(); 
       break; 
     case 3: 
       sntmsg[0] = COMMAND_TEMPERATURA; 
       sntmsg[1] = INPUT_PIN_0; 
       sntmsg[2] = MSG_LENGTH; 
       dataEV_payload[0] = COMMAND_TEMPERATURA; 
       currentADCValue = analogRead(INPUT_PIN_0); 
       convertedValue = obtenerTemperatureDegrees(currentADCValue); 
       break; 
     case 4: 
       sntmsg[0] = COMMAND_TOXICIDAD; 
       sntmsg[1] = INPUT_PIN_0; 
       sntmsg[2] = MSG_LENGTH; 
       dataEV_payload[0] = COMMAND_TOXICIDAD; 
       convertedValue = obtenerToxicity(); 
       break; 
  } 
   delay(100); 
   return convertedValue; 
} 
 
void setDataEV_payload(int convertedValue){ 
  dataEV_payload[1] = (byte) (convertedValue>>24 & 0xff); 
  dataEV_payload[2] = (byte) (convertedValue>>16 & 0xff); 
  dataEV_payload[3] = (byte) (convertedValue>>8 & 0xff); 
  dataEV_payload[4] = (byte) (convertedValue & 0xff); 
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  delay(100); 




   sntmsg[0] = 0; 
   sntmsg[1] = 0; 
   sntmsg[2] = 0; 
   sntmsg[3] = 0; 
   sntmsg[4] = 0; 
   sntmsg[5] = 0; 




   dataEV_payload[0] = 0; 
   dataEV_payload[1] = 0; 
   dataEV_payload[2] = 0; 
   dataEV_payload[3] = 0; 




   payload[0] = 0; 
   payload[1] = 0; 
   payload[2] = 0; 
   payload[3] = 0; 
   payload[4] = 0; 
   payload[5] = 0; 
   payload[6] = 0; 
   payload[7] = 0; 
   payload[8] = 0; 
   payload[9] = 0; 
   payload[10] = 0; 
} 
 
void  establecerPayload(int convertedValue){ 
    sntmsg[3] = (byte) (convertedValue>>24 & 0xff); 
    sntmsg[4] = (byte) (convertedValue>>16 & 0xff); 
    sntmsg[5] = (byte) (convertedValue>>8 & 0xff); 




  int len = acc.read(rcvmsg,sizeof(rcvmsg),1); 
        if(len>0){ 
          if(rcvmsg[0]==COMMAND_POSICION){ 
             if(rcvmsg[1]==INPUT_PIN_0){ 
               byte length = rcvmsg[2]; 
 
               for(int i=3;i<3+length;i++){ 
                 payload[i-2]= rcvmsg[i];// obtiene las coordenadas obtenidas por el geoposicionamiento 
               } 
             } 
           } 
        } 
} 
 
void writeDataAcc(int convertedValue){ 
    establecerPayload(convertedValue); 
       delay(200); 
    acc.write(sntmsg,7); // envia a la base de datos local (dispositivo android) 
} 
 
void geopositionRequest(int convertedValue){ 
    sntmsg1[3] = (byte) (convertedValue>>24 & 0xff); 
    sntmsg1[4] = (byte) (convertedValue>>16 & 0xff); 
    sntmsg1[5] = (byte) (convertedValue>>8 & 0xff); 
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    sntmsg1[6] = (byte) (convertedValue & 0xff); 
    acc.write(sntmsg1,7); // envia a la base de datos local (dispositivo android) 
} 
 
int obtenerTemperatureDegrees(int currentADCValue){ 
   float currentVoltageValue = obtenerVoltaje(currentADCValue); 
   double currentTemperatureDegrees = obtenerTemperatura(currentVoltageValue); 
   int convertedValue = currentTemperatureDegrees * 10; 




  boolean flag= false; 
  float ratio = 0; 
  float concentration = 0; 
  int valueRet =0; 
  starttime = millis();//get the current time; 
  while(!flag){ 
    duration = pulseIn(pin, LOW); 
    lowpulseoccupancy = lowpulseoccupancy+duration; 
     
    if ((millis()-starttime) >= sampletime_ms)//if the sampel time = = 30s 
    { 
       
      ratio = lowpulseoccupancy/(sampletime_ms*10.0);  // Integer percentage 0=&gt;100 
      concentration = 1.1*pow(ratio,3)-3.8*pow(ratio,2)+520*ratio+0.62; // using spec sheet curve 
      lowpulseoccupancy = 0; 
      flag=true; 
      geopositionRequest(ZERO_VALUE); 
      clearTrama(); 
      delay(500); 
      // aca deberia empezar despues de la llave 
      readGeoposition(); // read geoposition from Android 
      delay(200); 
      xbee.send(zbTx); 
      delay(100); 
    } 
  } 
  valueRet = concentration * 10; 




  int convertedValue =0; 
   if(dataRecieve()) 
    { 
       convertedValue= CO2PPM *10; 
    } 




       int err; 
       float temp, hum; 
       int valueRet =0; 
       if((err = dht11.read(hum, temp)) == 0)    // Si devuelve 0 es que ha leido bien 
          { 
             valueRet = hum * 10; 
          } 
       else 
          { 
            return 20; 
          } 
       delay(1000);            //Recordar que solo lee una vez por segundo 
   return valueRet; 
} 
 
float obtenerVoltaje(int currentADCValue){ 
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 return  v_in*currentADCValue / 1024; 
} 
double obtenerTemperatura(float currentVoltageValue){ 





    byte data[9]; 
    int i = 0; 
  
    //transmit command data 
    for(i=0; i<sizeof(cmd_get_sensor); i++) 
    { 
        sensor.write(cmd_get_sensor[i]); 
    } 
    delay(10); 
    //begin reveiceing data 
    if(sensor.available()) 
    { 
        while(sensor.available()) 
        { 
            for(int i=0;i<9; i++) 
            { 
                data[i] = sensor.read(); 
            } 
        } 
    } 
 
    if((i != 9) || (1 + (0xFF ^ (byte)(data[1] + data[2] + data[3] 
    + data[4] + data[5] + data[6] + data[7]))) != data[8]) 
    { 
        return false; 
    } 
    CO2PPM = (int)data[2] * 256 + (int)data[3]; 
    temperature = (int)data[4] - 40; 
    return true; 
} 
 
void verificaTxStatusResponse(XBee xbeeP){ 
      if (xbeeP.readPacket(10000)) { 
      if (xbeeP.getResponse().getApiId() == ZB_TX_STATUS_RESPONSE) { 
        xbeeP.getResponse().getZBTxStatusResponse(txStatus); 
        if (txStatus.getDeliveryStatus() == SUCCESS) { 
          flashLed(statusLed, 5, 50); 
        } else { 
          flashLed(errorLed, 3, 500); 
        } 
      } 
    } else if (xbeeP.getResponse().isError()) { 
    } else { 
      flashLed(errorLed, 2, 50); 
    } 
} 
 
void flashLed(int pin, int times, int wait) { 
  for (int i = 0; i < times; i++) { 
    digitalWrite(pin, HIGH); 
    delay(wait); 
    digitalWrite(pin, LOW); 
    if (i + 1 < times) { 
      delay(wait); 
    } 
  } 
} 
// Fin del Programa MonitorADKSketchV7.cpp 
Fuente: Elaboración Propia 
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Anexo 40: Programa MasterMain.c 
/* 
MasterMain.c 
Programa DAQ Master Microchip PIC sketch: Encargado del algoritmo de implementación de la orquestación y recolección de 
la información ambiental medida por cada sensor o microcontrolador conectado en red al BUS I2C.  
Funciones: 
Espera la llamada de envío de la información del Sistema de Adquisición de datos principal 
Solicita la lectura a TODOS los dispositivos esclavos que se encuentran conectados al bus I2C 




#FUSES NOWDT                    //No Watch Dog Timer 
#FUSES XT                       //High speed Osc (HS) (> 4mhz for PCM/PCH) (>10mhz for PCD) (XT) 4 MHz 
#FUSES NOPUT                    //No Power Up Timer 
#FUSES NOPROTECT                //Code not protected from reading 
#FUSES NODEBUG                  //No Debug mode for ICD 
#FUSES NOBROWNOUT               //No brownout reset 
#FUSES NOLVP                    //No low voltage prgming, B3(PIC16) or B5(PIC18) used for I/O 
#FUSES NOCPD                    //No EE protection 
#FUSES NOWRT                    //Program memory not write protected 
 
#use delay(clock=4000000) 
#use i2c(master,fast,sda=PIN_C4,scl=PIN_C3,force_sw) // configuracion i2c 
#use rs232(baud=9600,xmit=pin_c6,rcv=pin_c7,bits=8,parity=N) 
#include <LCD.C> 
// define todos los perifericos usados en setup 
#BYTE PORTB = 0x06 
#BYTE TRISB = 0x86 
#BIT  indicador = 0x06.1 
BYTE buffer [0x04]; 
BYTE address [0x08]; 
BYTE address_slave [0x04]; 
int8 payload[0x05]; 
#define START_BYTE 0x7e 
#define ZB_TX_REQUEST 0x10 
#define ESCAPE 0x7d 
#define XON 0x11 
#define XOFF 0x13 
#define COMMAND_POSITION    0x04 
#define COMMAND_TEMPERATURA 0x03 
#define COMMAND_HUMEDAD     0x02 
#define COMMAND_POLVO       0x01 
#define ZB_BROADCAST_ADDRESS 0xfffe 
#define ZB_BROADCAST_RADIUS_MAX_HOPS 0 
#define ZB_TRAMA_LENGHT 0x11 
#define DEFAULT_FRAME_ID 1 
#define ZB_TX_UNICAST 0 
 
byte direccion=0; 








   setup_adc_ports(NO_ANALOGS); 
   setup_adc(ADC_CLOCK_DIV_2); 
   //setup_pp(PMP_DISABLED); 
   setup_spi(SPI_SS_DISABLED); 
   setup_timer_0(RTCC_INTERNAL|RTCC_DIV_1); 
   setup_timer_1(T1_DISABLED); 
   setup_timer_2(T2_DISABLED,0,1); 





// configuracion para el LCD 
   bit_set(TRISB,0); 
   bit_clear(TRISB,1); // el RB1 COMO SALIDA  
   PORTB=0; //LIMPIA PUERTOB 
} 
 
void lcd_clear(){       




   address[0] = 0x00; 
   address[1] = 0x13; 
   address[2] = 0xa2; 
   address[3] = 0x00; 
   address[4] = 0x40; 
   address[5] = 0xc1; 
   address[6] = 0xaf; 




   address_slave[0] = 0xb0;   // polvo 
   address_slave[1] = 0xc0;   // humedad 
   address_slave[2] = 0xa0; //temperatura 




   perifirics_init(); 
   lcd_init(); 
   init_xbee(); 
   init_slaves(); 
   setup_timer_0(RTCC_INTERNAL|RTCC_DIV_2);  //Configuración timer0 
   ext_int_edge(0,L_TO_H); 
   cambioFlanco = 0; 
   enable_interrupts(int_ext); 
   enable_interrupts(global); 
   port_b_pullups(TRUE);         //Habilitación resistencias pull ups puerto b 
   printf(lcd_putc, "\f   En espera"); 
} 
void read_slave(char direccion){ 
   int i; 
   for(i=0;i<0x04;i++){ 
    lcd_clear(); 
    i2c_start(); 
    i2c_write(direccion); 
    i2c_write(i); 
    i2c_start(); 
    i2c_write(direccion+1); 
    buffer[i]= i2c_read(0); 
    i2c_stop(); 
    delay_ms(100); 
    //printf(lcd_putc, "%x Pos%d Dato=%x", direccion, i, buffer[i]); 
    //delay_ms(1000); 




   int32 primero; 
   int32 segundo; 
   int32 tercero; 
   int32 cuarto; 
   float varValue = -1.0; 
   primero = (buffer[0]& 0xFF)<<24; 
   segundo = (buffer[1]& 0xFF)<<16; 
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   tercero = (buffer[2]& 0xFF)<<8; 
   cuarto = (buffer[3]& 0xFF); 
   varValue = ((float)(primero + segundo + tercero + cuarto))/10; 





    i2c_start(); 
    i2c_write(0xb0); 
    i2c_write(buffer[0]); 
    i2c_write(buffer[1]); 
    i2c_write(buffer[2]); 
    i2c_write(buffer[3]); 
    i2c_stop(); 
    delay_ms(1000); 
} 
void sendByte1(int8 b ,boolean escapa){ 
   if (escapa && (b == START_BYTE || b == ESCAPE || b == XON || b == XOFF)) { 
      putc(ESCAPE); 
      putc(b ^ 0x20); 
   } else { 
       putc(b); 
    } 
} 
void send_xbee(int8 command){ 
   payload[0]= command; 
   payload[1]=buffer[0]& 0xFF; 
   payload[2]=buffer[1]& 0xFF; 
   payload[3]=buffer[2]& 0xFF; 
   payload[4]=buffer[3]& 0xFF; 
   int8 msb = ((ZB_TRAMA_LENGHT +2)>>8) & 0xFF; 
   int8 lsb = (ZB_TRAMA_LENGHT +2) & 0xFF; 
   int8 checksum = 0; 
   int8 j; 
   int8 i; 
   checksum+= ZB_TX_REQUEST; 
   checksum+= DEFAULT_FRAME_ID; 
   sendByte1(START_BYTE,false); 
   sendByte1(msb,true); 
   sendByte1(lsb,true); 
   sendByte1(ZB_TX_REQUEST,true); 
   sendByte1(DEFAULT_FRAME_ID,true); 
   for(j=0;j<8;j++){ 
     sendByte1(address[j]& 0xff,true);  
     checksum+= address[j]& 0xff; 
   } 
  sendByte1((int8) ((ZB_BROADCAST_ADDRESS>>8)& 0xff),true); 
   checksum+= (ZB_BROADCAST_ADDRESS>>8) & 0xff; 
   sendByte1((int8)ZB_BROADCAST_ADDRESS & 0xff,true); 
   checksum+= ZB_BROADCAST_ADDRESS & 0xff; 
   sendByte1(ZB_BROADCAST_RADIUS_MAX_HOPS& 0xff,true); 
   checksum+= ZB_BROADCAST_RADIUS_MAX_HOPS& 0xff; 
   sendByte1(ZB_TX_UNICAST,true); 
   checksum+= ZB_TX_UNICAST; 
   for (i = 0; i < 5; i++) { 
      sendByte1(payload[i]& 0xff, true); 
      checksum+= payload[i]& 0xff; 
   } 
   checksum = 0xff - checksum; 
   sendByte1(checksum, true); 
   delay_ms(100); 
} 
 
char getAddressEVMap(int8 i){ 
   char address = 0x00; 
   switch(i){ 
      case COMMAND_POLVO: 
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         address = address_slave[0]; 
         break; 
      case COMMAND_HUMEDAD: 
         address = address_slave[1]; 
         break; 
      case COMMAND_TEMPERATURA: 
         address = address_slave[2]; 
         break; 
      default: 
         address = 0x00; 
         break; 
   } 





   setup_all(); 
   delay_ms(50); 
   while(1){ 
      delay_ms(500); 
      lcd_clear(); 
      printf(lcd_putc, "\f    En espera..\n"); 
      delay_ms(500); 
      if(cambioFlanco){ 
         cambioFlanco=0; 
         int8 i = 0; 
         for(i = (COMMAND_POSITION-1);i>0;i--){ 
            lcd_clear(); 
            printf(lcd_putc, "\f    Enviando\n"); 
            delay_ms(500); 
            read_slave(getAddressEVMap(i)); 
            delay_ms(100); 
            lcd_clear(); 
            float var = getEnvVarValue(); 
            delay_us(100); 
            printf(lcd_putc,"\n Var%d :%01.2f",i,var); 
            delay_ms(100); 
            //lcd_clear(); 
            //payload_clear(); 
            delay_us(50); 
            send_xbee(i); // envia por  xbee 
            delay_ms(1000); 
         } 
      } 
   } 
} 
Fuente: Elaboración Propia 
Anexo 41: Programa Esclavo_Humedad.c 
/* 
Esclavo_Humedad.c 
Programa DAQ Slave Microchip PIC sketch: Encargado del algoritmo de implementación de medición de la variable ambiental 
humedad y de subscribirse a la conexión en red del BUS I2C.  
Funciones: 
Mide la Variable ambiental hasta que la llamada de solicitud de lectura del maestro se produzca 
*/ 
#include <16F877a.h> 
#FUSES NOWDT                    //No Watch Dog Timer 
#FUSES XT                       //High speed Osc (> 4mhz for PCM/PCH) (>10mhz for PCD) 
#FUSES NOPUT                    //No Power Up Timer 
#FUSES NOPROTECT                //Code not protected from reading 
#FUSES NODEBUG                  //No Debug mode for ICD 
#FUSES NOBROWNOUT               //No brownout reset 
#FUSES NOLVP                    //No low voltage prgming, B3(PIC16) or B5(PIC18) used for I/O 
#FUSES NOCPD                    //No EE protection 




#use i2c(slave,fast,sda=PIN_C4,scl=PIN_C3,address=0xc0) // configuracion i2c 
#include "DHT11.c" 
// define todos los perifericos usados en setup 
#BYTE PORTB = 0x06 
#BYTE TRISB = 0x86 
BYTE buffer [0x04]; 
typedef enum {NOTHING, CONTROL_READ,ADDRESS_READ} I2C_STATE; 








void ssp_interupt (){ 
   byte incoming;                //es donde se recibe el byte que manda el maestro 
   int32 temporal=0; 
   byte buffer_temp; 
   fstate = i2c_isr_state(); 
   if(fstate == 0x80)                     //Master is requesting data   Master is executing read function 
   { 
       masterRq = 1; 
       temporal = valor * 10; 
       switch(posicion){ 
         case CUARTO: 
         buffer_temp=   (byte) (temporal>>24 & 0xFF); 
            break; 
         case TERCER: 
         buffer_temp=   (byte) (temporal>>16 & 0xFF); 
            break; 
         case SEGUNDO: 
         buffer_temp=   (byte) (temporal>>8 & 0xFF); 
            break; 
         case PRIMER: 
         buffer_temp=   (byte) (temporal & 0xFF); 
         read_flag++; 
            break; 
       } 
       buffer[posicion] = buffer_temp; 
       i2c_write(buffer[posicion]); 
   } 
   else{ // master is executing write function 
       incoming = i2c_read(); 
       if(fstate == NOTHING)                    //First received byte is address 1. master.write(address) 
       { 
         fstate= CONTROL_READ; 
       } 
       else if(fstate == CONTROL_READ){ 
         posicion = incoming;                   //Second received byte is buffer position buffer(i)   2. master.write(position) 
         fstate= ADDRESS_READ; 
       } 
       else if(fstate == ADDRESS_READ){         // 3. master.write(data) for ganymede project this is not executed 
         //Third received byte is data 
         fstate= NOTHING; 
         //buffer[address] = incoming; 
       } 




   bit_clear(TRISB,1); // el RB1 COMO SALIDA  





   enable_interrupts(INT_SSP); 
   enable_interrupts(GLOBAL); 
} 
 
void lcd_clear(){       




   for (posicion=0;posicion<0x04;posicion++){ 
      buffer[posicion] = 0x00; 




   perifirics_init(); 
   DHT11_init(); 
   interrupt_init(); 
   clear_buffer(); 
   fState = NOTHING; 




   resultado_adc =get_data(); // obtenemos el resultado de la conversion 
     switch(resultado_adc) 
      { 
            case 1: 
            { 
            } 
            case 2: 
            { 
               break; 
            } 
            case 3: 
            { 
               break; 
            } 
            default: 
            { 
               valor  = values[0];; 
               break; 
            } 
      } 





   setup_all(); 
   delay_ms(1000); 
   getEVvalue(); 
   while(1){ 
      delay_us(10); 
      if(read_flag){ // inicia un nueva lectura 
         read_flag--;// vuelve a 0 
         getEVvalue(); 
      } 
      if(masterRq){ 
         masterRq=0; 
         delay_ms(500); 
         delay_ms(500); 
      } 
   } 
} 
Fuente: Elaboración Propia 
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Anexo 42: Programa Esclavo_Temperatura.c 
/* 
Esclavo_Temperatura.c 
Programa DAQ Slave Microchip PIC sketch: Encargado del algoritmo de implementación de medición de la variable ambiental 
temperatura y de subscribirse a la conexión en red del BUS I2C.  
Funciones: 




#FUSES NOWDT                    //No Watch Dog Timer 
#FUSES XT                       //High speed Osc (> 4mhz for PCM/PCH) (>10mhz for PCD) 
#FUSES NOPUT                    //No Power Up Timer 
#FUSES NOPROTECT                //Code not protected from reading 
#FUSES NODEBUG                  //No Debug mode for ICD 
#FUSES NOBROWNOUT               //No brownout reset 
#FUSES NOLVP                    //No low voltage prgming, B3(PIC16) or B5(PIC18) used for I/O 
#FUSES NOCPD                    //No EE protection 
#FUSES NOWRT                    //Program memory not write protected 
 
#use delay(clock=4000000) 
#use i2c(slave,fast,sda=PIN_C4,scl=PIN_C3,address=0xa0) // configuracion i2c 
// define todos los perifericos usados en setup 
#BYTE PORTB = 0x06 
#BYTE TRISB = 0x86 
 
BYTE buffer [0x04]; 
typedef enum {NOTHING, CONTROL_READ,ADDRESS_READ} I2C_STATE; 








void ssp_interupt (){ 
   byte incoming;                //es donde se recibe el byte que manda el maestro 
   int32 temporal=0; 
   byte buffer_temp; 
   fstate = i2c_isr_state(); 
   if(fstate == 0x80)                     //Master is requesting data   Master is executing read function 
   { 
       masterRq = 1; 
       temporal = valor * 10; 
       switch(posicion){ 
         case CUARTO: 
         buffer_temp=   (byte) (temporal>>24 & 0xFF); 
            break; 
         case TERCER: 
         buffer_temp=   (byte) (temporal>>16 & 0xFF); 
            break; 
         case SEGUNDO: 
         buffer_temp=   (byte) (temporal>>8 & 0xFF); 
            break; 
         case PRIMER: 
         buffer_temp=   (byte) (temporal & 0xFF); 
         read_flag++; 
            break; 
       } 
       buffer[posicion] = buffer_temp; 
       i2c_write(buffer[posicion]); 
   } 
   else{ // master is executing write function 
       incoming = i2c_read(); 
       if(fstate == NOTHING)                    //First received byte is address 1. master.write(address) 
       { 
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         fstate= CONTROL_READ; 
       } 
       else if(fstate == CONTROL_READ){ 
         posicion = incoming;                   //Second received byte is buffer position buffer(i)   2. master.write(position) 
         fstate= ADDRESS_READ; 
       } 
       else if(fstate == ADDRESS_READ){         // 3. master.write(data) for ganymede project this is not executed 
         fstate= NOTHING; 
       } 
            




   bit_clear(TRISB,1); // el RB1 COMO SALIDA  




   enable_interrupts(INT_SSP); 




   setup_adc_ports(AN0);  
   setup_adc(ADC_CLOCK_INTERNAL); 




   for (posicion=0;posicion<0x04;posicion++){ 
      buffer[posicion] = 0x00; 




   perifirics_init(); 
   interrupt_init(); 
   adc_init(); 
   clear_buffer(); 
   fState = NOTHING; 




   resultado_adc =read_adc(); // obtenemos el resultado de la conversion 





   setup_all(); 
   delay_ms(1000); 
   getEVvalue(); 
   while(1){ 
      delay_us(10); 
      if(read_flag){ // inicia un nueva lectura 
         read_flag--;// vuelve a 0 
         getEVvalue(); 
      } 
      if(masterRq){ 
         masterRq=0; 
         delay_ms(500); 
      } 
   } 
} 
Fuente: Elaboración Propia 
431 
Anexo 43: Programa Multiprotocolar_S3B.io 
/* 
Multiprotocolar_S3B.io 
Programa Adaptador multiprotocolar sketch: Encargado del algoritmo de implementación de la adaptación protocolar entre 
dos tecnologías inalámbricas: Bluetooth 2.0 y DigiMesh.  
Funciones: 
Servir como retransmisor la data recibida por el modulo Bluetooth con el módulo Xbee s3b en protocolo Digimesh, estos 




#define ATAP 2 
#define START_BYTE 0x7e 
#define ESCAPE 0x7d 
#define XON 0x11 
#define XOFF 0x13 
#define API_ID_INDEX 3 
#define AT_OK 0 
#define AT_ERROR  1 
#define AT_INVALID_COMMAND 2 
#define AT_INVALID_PARAMETER 3 
#define AT_NO_RESPONSE 4 
#define NO_ERROR 0 
#define CHECKSUM_FAILURE 1 
#define PACKET_EXCEEDS_BYTE_ARRAY_LENGTH 2 
#define UNEXPECTED_START_BYTE 3 
#define MAX_FRAME_DATA_SIZE 110 
#define MAX_BYTE 0xff 
#define RxD 10 
#define TxD 11 
#define OVERLOAD 0x80 
 
 
SoftwareSerial BTSerial(RxD, TxD); 


















int errorLed = 13; 
int statusLed = 13; 
XBee xbee = XBee(); 
uint8_t payload[] = {0, 0, 0}; 
 
XBeeAddress64 addr64 = XBeeAddress64(0x0013a200, 0x41733cbc); 
ZBTxRequest zbTx = ZBTxRequest(addr64, payload, sizeof(payload)); 
 
void setup(){ 
  pinMode(statusLed, OUTPUT); 
  pinMode(errorLed, OUTPUT); 
  initResponseBT(); 
  BTSerial.begin(9600); 
  BTSerial.flush(); 
  delay(500); 
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  Serial.begin(9600); 
  xbee.setSerial(Serial); 
  delay(500); 




  if (readPacketBT(10000)) { 
      resetPayload(); 
 
      if(_apiIdBT==0x01){ 
          if((sizeof(payload)+1) > _frameLengthBt){ 
            for(int i=0;i< _frameLengthBt;i++){ 
               payload[i] = _responseFrameDataBT[i];  
            } 
          }  
      } 
      xbee.send(zbTx); 
  } 
} 
 
void resetPayload() { 
   for(int i=0;i<4;i++){ 
       payload[i] = 0;  




        _posBT = 0; 
        _escapeBT = false; 
        _checksumBTTotalBT = 0; 
        _nextFrameIdBT = 0;  
        _completeBT = false; 
        _errorCodeBT = NO_ERROR; 
        _checksumBT = 0; 
        _apiIdBT = 0; 
        _msbLengthBT = 0; 
        _lsbLengthBT = 0; 
        _frameLengthBt = 0; 
} 
void resetResponseBT(){ 
        _posBT = 0; 
        _escapeBT = false; 
        _checksumBTTotalBT = 0; 
        _completeBT = false; 
        _errorCodeBT = NO_ERROR; 
        _checksumBT = 0; 
        _apiIdBT = 0; 
        _msbLengthBT = 0; 
        _lsbLengthBT = 0; 
        _frameLengthBt = 0; 
} 
void flashLed(int pin, int times, int wait) { 
     
    for (int i = 0; i < times; i++) { 
      digitalWrite(pin, HIGH); 
      delay(wait); 
      digitalWrite(pin, LOW); 
       
      if (i + 1 < times) { 
        delay(wait); 
      } 
    } 
} 
bool isErrorBT() { 
       return _errorCodeBT > 0; 
} 
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bool readPacketBT(int timeout) { 
 if (timeout < 0) { 
  return false; 
 } 
 unsigned long start = millis(); 
    while (int((millis() - start)) < timeout) { 
           readPacketBT(); 
      if (_completeBT) { 
       return true; 
      } else if (isErrorBT()) { 
       return false;    
      } 
    }// fin del while 
    return false; 
} 
 
void setErrorCodeBT(uint8_t errorCode) { 
      _errorCodeBT = errorCode; 
} 
 
uint16_t getPacketLengthBT() { 
       return ((_msbLengthBT << 8) & 0xff) + (_lsbLengthBT & 0xff); 
} 
 
void readPacketBT() { 
 
    if (_completeBT || isErrorBT()) { 
 resetResponseBT(); 
    } 
 
    while (BTSerial.available()) { 
        dataBT = BTSerial.read(); 
        if (_posBT > 0 && dataBT == START_BYTE && ATAP == 2) { 
         setErrorCodeBT(UNEXPECTED_START_BYTE); 
               flashLed(errorLed, 3, 500); 
         return; 
        } 
 
        if (_posBT > 0 && dataBT == ESCAPE) { 
 if (BTSerial.available()) { 
           dataBT = BTSerial.read(); 
            dataBT = 0x20 ^ dataBT; 
            } else { 
            _escapeBT = true; 
            continue; 
            } 
  } 
 
 if (_escapeBT == true) { 
            dataBT = 0x20 ^ dataBT; 
                         _escapeBT = false; 
 } 
 
 if (_posBT >= API_ID_INDEX) { 
           _checksumBTTotalBT+= dataBT; 
 } 
 
               switch(_posBT) { 
                        case 0: 
          if (dataBT == START_BYTE) { 
           _posBT++; 
          } 
          break; 
                        case 1: 
                                     _msbLengthBT = dataBT; 
          _posBT++; 
          break; 
           case 2: 
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                                     _lsbLengthBT = dataBT; 
          _posBT++; 
           break; 
           case 3: 
                                      _apiIdBT = dataBT; 
           _posBT++; 
           break; 
                        default: 
           if (_posBT > MAX_FRAME_DATA_SIZE) { 
               setErrorCodeBT(PACKET_EXCEEDS_BYTE_ARRAY_LENGTH); 
                                                       flashLed(errorLed, 3, 500); 
               return; 
                         } 
            if (_posBT == (getPacketLengthBT() + 4)) { 
               if ((_checksumBTTotalBT & 0xff) == 0xff) { 
                                                                        _checksumBTTotalBT =dataBT; 
                                                                        _completeBT =true; 
     setErrorCodeBT(NO_ERROR); 
                } else { 
     setErrorCodeBT(CHECKSUM_FAILURE); 
                                                                        flashLed(errorLed, 3, 500); 
    } 
                                                          _frameLengthBt = _posBT - 5; 
    _posBT = 0; 
    return; 
   } else { 
                                                          if(_posBT < (getPacketLengthBT() + 3)){ 
                  _responseFrameDataBT[_posBT - 4] = dataBT; 
                                                          } 
    _posBT++; 
   } 
        }// fin del switch     
    }// fin del while 
} 
Fuente: Elaboración Propia 
Anexo 44: SCRIPTs BASE DE DATOS EVDATA.sql 
/* 
SCRIPTS BASE DE DATOS EVDATA 
Conjunto de scripts para la creación de objetos y funciones de la base de datos EVDATA, el cual será usada por los programas 
SIGRMA y Ganymede Monitor 
*/ 
CREATE DATABASE  IF NOT EXISTS `sigrma` /*!40100 DEFAULT CHARACTER SET latin1 */; 
USE `sigrma`; 
-- MySQL dump 10.13  Distrib 5.5.16, for Win32 (x86) 
-- 
-- Host: localhost    Database: sigrma 
-- ------------------------------------------------------ 
-- Server version 
 
/*!40101 SET @OLD_CHARACTER_SET_CLIENT=@@CHARACTER_SET_CLIENT */; 
/*!40101 SET @OLD_CHARACTER_SET_RESULTS=@@CHARACTER_SET_RESULTS */; 
/*!40101 SET @OLD_COLLATION_CONNECTION=@@COLLATION_CONNECTION */; 
/*!40101 SET NAMES utf8 */; 
/*!40103 SET @OLD_TIME_ZONE=@@TIME_ZONE */; 
/*!40103 SET TIME_ZONE='+00:00' */; 
/*!40014 SET @OLD_UNIQUE_CHECKS=@@UNIQUE_CHECKS, UNIQUE_CHECKS=0 */; 
/*!40014 SET @OLD_FOREIGN_KEY_CHECKS=@@FOREIGN_KEY_CHECKS, FOREIGN_KEY_CHECKS=0 */; 
/*!40101 SET @OLD_SQL_MODE=@@SQL_MODE, SQL_MODE='NO_AUTO_VALUE_ON_ZERO' */; 
/*!40111 SET @OLD_SQL_NOTES=@@SQL_NOTES, SQL_NOTES=0 */; 
 
-- 
-- Table structure for table `condicion_ambiental` 
-- 
 
DROP TABLE IF EXISTS `condicion_ambiental`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
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/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `condicion_ambiental` ( 
  `ID_INDICADOR_AMB` bigint(20) unsigned DEFAULT NULL, 
  `ID_LOCALIDAD` int(10) unsigned DEFAULT NULL, 
  `ID_TIEMPO` int(10) unsigned DEFAULT NULL, 
  `DESCRIPCION` varchar(100) DEFAULT NULL, 
  `FECHA` datetime DEFAULT NULL, 
  `HORA` time DEFAULT NULL, 
  KEY `INDICADOR_AMB_IND` (`ID_INDICADOR_AMB`), 
  KEY `LOCALIDAD_IND` (`ID_LOCALIDAD`), 
  KEY `TIEMPO_IND` (`ID_TIEMPO`), 
  CONSTRAINT `condicion_ambiental_ibfk_1` FOREIGN KEY (`ID_INDICADOR_AMB`) REFERENCES `indicador_amb` 
(`ID_INDICADOR_AMB`) ON DELETE CASCADE, 
  CONSTRAINT `condicion_ambiental_ibfk_2` FOREIGN KEY (`ID_LOCALIDAD`) REFERENCES `localidad` (`ID_LOCALIDAD`) ON 
DELETE CASCADE, 
  CONSTRAINT `condicion_ambiental_ibfk_3` FOREIGN KEY (`ID_TIEMPO`) REFERENCES `tiempo` (`ID_TIEMPO`) ON DELETE 
CASCADE 
) ENGINE=InnoDB DEFAULT CHARSET=latin1; 
/*!40101 SET character_set_client = @saved_cs_client */; 
 
-- 
-- Table structure for table `indicador_amb` 
-- 
 
DROP TABLE IF EXISTS `indicador_amb`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `indicador_amb` ( 
  `ID_INDICADOR_AMB` bigint(20) unsigned NOT NULL AUTO_INCREMENT, 
  `VALOR` double(10,4) DEFAULT NULL, 
  `DESCRIPCION` varchar(100) DEFAULT NULL, 
  `ID_TIPO_IND` int(10) unsigned DEFAULT NULL, 
  PRIMARY KEY (`ID_INDICADOR_AMB`), 
  KEY `INDICADOR_IND` (`ID_TIPO_IND`), 
  CONSTRAINT `indicador_amb_ibfk_1` FOREIGN KEY (`ID_TIPO_IND`) REFERENCES `tipo_indicador` (`ID_TIPO_IND`) ON DELETE 
CASCADE 
) ENGINE=InnoDB AUTO_INCREMENT=2779 DEFAULT CHARSET=latin1; 




-- Table structure for table `opcion` 
-- 
 
DROP TABLE IF EXISTS `opcion`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `opcion` ( 
  `ID_OPCION` int(10) unsigned NOT NULL AUTO_INCREMENT, 
  `NOMBRE` varchar(100) DEFAULT NULL, 
  `ID_OPCION_PADRE` int(11) DEFAULT NULL, 
  `COD_TIPO_OPCION` char(1) DEFAULT NULL, 
  `IND_ACTIVO` char(1) DEFAULT NULL, 
  `COD_OPCION_ALTERNO` char(2) DEFAULT NULL, 
  `URL` varchar(255) DEFAULT NULL, 
  `ORDEN` int(11) DEFAULT NULL, 
  PRIMARY KEY (`ID_OPCION`) 
) ENGINE=InnoDB AUTO_INCREMENT=17 DEFAULT CHARSET=latin1; 
/*!40101 SET character_set_client = @saved_cs_client */; 
 
-- 
-- Table structure for table `perfil` 
-- 
 
DROP TABLE IF EXISTS `perfil`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `perfil` ( 
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  `ID_PERFIL` int(10) unsigned NOT NULL AUTO_INCREMENT, 
  `NOMBRE` varchar(100) DEFAULT NULL, 
  `DESCRIPCION` varchar(100) DEFAULT NULL, 
  `COD_REGCREA` varchar(100) DEFAULT NULL, 
  `FECHCREA` date DEFAULT NULL, 
  `COD_REGMODI` varchar(100) DEFAULT NULL, 
  `FECHMODI` date DEFAULT NULL, 
  `ACTIVO` char(1) DEFAULT NULL, 
  PRIMARY KEY (`ID_PERFIL`) 
) ENGINE=InnoDB AUTO_INCREMENT=4 DEFAULT CHARSET=latin1; 
/*!40101 SET character_set_client = @saved_cs_client */; 
 
-- 
-- Table structure for table `reporte` 
-- 
 
DROP TABLE IF EXISTS `reporte`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `reporte` ( 
  `ID_REPORTE` int(10) unsigned NOT NULL AUTO_INCREMENT, 
  `NOMBRE` varchar(100) DEFAULT NULL, 
  `DESCRIPCION` varchar(100) DEFAULT NULL, 
  `FECHACREA` date DEFAULT NULL, 
  `ID_TIP_REPORTE` int(10) unsigned DEFAULT NULL, 
  `ID_USUARIO` int(10) unsigned DEFAULT NULL, 
  PRIMARY KEY (`ID_REPORTE`), 
  KEY `REPORTE_IND` (`ID_TIP_REPORTE`), 
  KEY `USUARIO_IND` (`ID_USUARIO`), 
  CONSTRAINT `reporte_ibfk_1` FOREIGN KEY (`ID_TIP_REPORTE`) REFERENCES `tipo_reporte` (`ID_TIP_REPORTE`) ON DELETE 
CASCADE, 
  CONSTRAINT `reporte_ibfk_2` FOREIGN KEY (`ID_USUARIO`) REFERENCES `usuario` (`ID_USUARIO`) ON DELETE CASCADE 
) ENGINE=InnoDB DEFAULT CHARSET=latin1; 
/*!40101 SET character_set_client = @saved_cs_client */; 
 
-- 
-- Table structure for table `tiempo` 
-- 
 
DROP TABLE IF EXISTS `tiempo`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `tiempo` ( 
  `ID_TIEMPO` int(10) unsigned NOT NULL AUTO_INCREMENT, 
  `ANIO` int(11) DEFAULT NULL, 
  `TRIMESTRE` int(11) DEFAULT NULL, 
  `MES` int(11) DEFAULT NULL, 
  `SEMANA` int(11) DEFAULT NULL, 
  `DIA_SEMANA` int(11) DEFAULT NULL, 
  `HORA` int(11) DEFAULT NULL, 
  `MINUTOS` int(11) DEFAULT NULL, 
  `SEGUNDOS` int(11) DEFAULT NULL, 
  PRIMARY KEY (`ID_TIEMPO`) 
) ENGINE=InnoDB AUTO_INCREMENT=2882 DEFAULT CHARSET=latin1; 
/*!40101 SET character_set_client = @saved_cs_client */; 
 
-- 
-- Table structure for table `tipo_indicador` 
-- 
 
DROP TABLE IF EXISTS `tipo_indicador`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `tipo_indicador` ( 
  `ID_TIPO_IND` int(10) unsigned NOT NULL AUTO_INCREMENT, 
  `DESCRIPCION` varchar(100) DEFAULT NULL, 
  `UNIDAD` varchar(100) DEFAULT NULL, 
  `NOMBRE` varchar(100) DEFAULT NULL, 
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  PRIMARY KEY (`ID_TIPO_IND`) 
) ENGINE=InnoDB AUTO_INCREMENT=5 DEFAULT CHARSET=latin1; 
/*!40101 SET character_set_client = @saved_cs_client */; 
 
-- 
-- Table structure for table `tipo_localidad` 
-- 
 
DROP TABLE IF EXISTS `tipo_localidad`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `tipo_localidad` ( 
  `ID_TIP_LOCALIDAD` int(10) unsigned NOT NULL AUTO_INCREMENT, 
  `NOMBRE` varchar(100) DEFAULT NULL, 
  `VALOR` int(10) DEFAULT NULL, 
  `DESCRIPCION` varchar(100) DEFAULT NULL, 
  PRIMARY KEY (`ID_TIP_LOCALIDAD`) 
) ENGINE=InnoDB AUTO_INCREMENT=11 DEFAULT CHARSET=latin1; 
/*!40101 SET character_set_client = @saved_cs_client */; 
 
-- 
-- Table structure for table `tipo_reporte` 
-- 
 
DROP TABLE IF EXISTS `tipo_reporte`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `tipo_reporte` ( 
  `ID_TIP_REPORTE` int(10) unsigned NOT NULL AUTO_INCREMENT, 
  `NOMBRE` varchar(100) DEFAULT NULL, 
  `DESCRIPCION` varchar(100) DEFAULT NULL, 
  PRIMARY KEY (`ID_TIP_REPORTE`) 
) ENGINE=InnoDB DEFAULT CHARSET=latin1; 
/*!40101 SET character_set_client = @saved_cs_client */; 
 
-- 
-- Table structure for table `unidad_minera` 
-- 
 
DROP TABLE IF EXISTS `unidad_minera`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `unidad_minera` ( 
  `ID_UM` int(10) unsigned NOT NULL AUTO_INCREMENT, 
  `DECRIPCION` varchar(100) DEFAULT NULL, 
  `LOCALIZACION` varchar(100) DEFAULT NULL, 
  `NOMBRE` varchar(100) DEFAULT NULL, 
  PRIMARY KEY (`ID_UM`) 
) ENGINE=InnoDB AUTO_INCREMENT=4 DEFAULT CHARSET=latin1; 
/*!40101 SET character_set_client = @saved_cs_client */; 
 
-- 
-- Table structure for table `usuario` 
-- 
 
DROP TABLE IF EXISTS `usuario`; 
/*!40101 SET @saved_cs_client     = @@character_set_client */; 
/*!40101 SET character_set_client = utf8 */; 
CREATE TABLE `usuario` ( 
  `ID_USUARIO` int(10) unsigned NOT NULL AUTO_INCREMENT, 
  `NOMBRES` varchar(100) DEFAULT NULL, 
  `EMAIL` varchar(100) DEFAULT NULL, 
  `TELEFONO` varchar(100) DEFAULT NULL, 
  `AP_PATERNO` varchar(100) DEFAULT NULL, 
  `AP_MATERNO` varchar(100) DEFAULT NULL, 
  `COD_USUARIO` varchar(100) DEFAULT NULL, 
  `PASSWORD` varchar(100) DEFAULT NULL, 
  `COD_REGCREA` varchar(100) DEFAULT NULL, 
438 
  `FECHCREA` date DEFAULT NULL, 
  `COD_REGMODI` varchar(100) DEFAULT NULL, 
  `FECHMODI` date DEFAULT NULL, 
  `COD_OFICINA` varchar(100) DEFAULT NULL, 
  `ID_PERFIL` int(10) unsigned DEFAULT NULL, 
  `ID_UM` int(10) unsigned DEFAULT NULL, 
  PRIMARY KEY (`ID_USUARIO`), 
  KEY `PERFIL_IND` (`ID_PERFIL`), 
  KEY `UNIDAD_MINERA_IND` (`ID_UM`), 
  CONSTRAINT `usuario_ibfk_1` FOREIGN KEY (`ID_PERFIL`) REFERENCES `perfil` (`ID_PERFIL`) ON DELETE CASCADE, 
  CONSTRAINT `usuario_ibfk_2` FOREIGN KEY (`ID_UM`) REFERENCES `unidad_minera` (`ID_UM`) ON DELETE CASCADE 
) ENGINE=InnoDB AUTO_INCREMENT=5 DEFAULT CHARSET=latin1; 




-- ROUTINE sp_cons_ad_condicion_amb 
-- 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_condicion_amb` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_condicion_amb`( 
    IN  in_id_tipo_ind INT(10), 
    IN  in_id_UM       INT(10) 
) 
BEGIN 
     
 
select vari.valor AS VALOR_OUT,tiem.anio AS ANIO_OUT,tiem.mes AS MES_OUT,tiem.dia_semana AS DIA_OUT,tiem.hora AS 
HORA_OUT, 
tiem.minutos AS MINUTOS_OUT,vari.nombre  AS VARIABLE_OUT 
,vari.unidad AS UNIDAD_OUT ,cond.id_localidad AS ID_LOCALIDAD_OUT,loca.nombre AS NOMBRE_OUT, 
loca.valor AS VALOR1_OUT,loca.descripcion AS DESCRIPCION_OUT from  
condicion_ambiental cond 
inner join   
( 
select loc.id_localidad,loc.nombre,tiploc.valor, tiploc.descripcion from  
localidad loc  
left join 
 tipo_localidad tiploc 
on loc.id_tip_localidad = tiploc.id_tip_localidad 
where loc.id_um = in_id_UM 
) loca 
on cond.id_localidad = loca.id_localidad 
inner join( 


















-- ROUTINE sp_cons_ad_cond_amb_param 
-- 
DELIMITER ; 
/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_cond_amb_param` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_cond_amb_param`( 
    IN  in_id_tipo_ind INT(10), 
    IN  in_id_UM     INT(10), 
    IN  in_loc_ini   INT(10), 
    IN  in_loc_fin   INT(10), 
    IN  in_temp_ini  DOUBLE(10,4), 
    IN  in_temp_fin  DOUBLE(10,4), 
    IN  in_anio_ini  INT(11), 
    IN  in_anio_fin  INT(11), 
    IN  in_mes_ini   INT(11), 
    IN  in_mes_fin   INT(11), 
    IN  in_dia_ini   INT(11), 
    IN  in_dia_fin   INT(11), 
    IN  in_hora_ini  INT(11), 
    IN  in_hora_fin  INT(11), 
    IN  in_min_ini   INT(11), 
    IN  in_min_fin   INT(11) 
) 
BEGIN 
     
select var.valor AS VALOR_OUT,tiem.anio AS ANIO_OUT,tiem.mes AS MES_OUT,tiem.dia_semana AS DIA_OUT,tiem.hora AS 
HORA_OUT, 
tiem.minutos AS MINUTOS_OUT,var.nombre  AS VARIABLE_OUT 
,var.unidad AS UNIDAD_OUT ,cond.id_localidad AS ID_LOCALIDAD_OUT,loca.nombre AS NOMBRE_OUT, 
loca.valor AS VALOR1_OUT,loca.descripcion AS DESCRIPCION_OUT from  
condicion_ambiental cond 
inner join   
( 
select loc.id_localidad,loc.nombre,tiploc.valor, tiploc.descripcion from  
localidad loc  
left join 
 tipo_localidad tiploc 
on loc.id_tip_localidad = tiploc.id_tip_localidad 
where loc.id_UM = in_id_UM and tiploc.valor>=in_loc_ini and tiploc.valor<=in_loc_fin  
) loca 
on cond.id_localidad = loca.id_localidad 
inner join( 







where ind.id_tipo_ind=in_id_tipo_ind and valor>=in_temp_ini and valor<=in_temp_fin  
)var 
on cond.id_indicador_amb = var.id_indicador_amb 
inner join 
( 
    select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from ( 
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                select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from  
                tiempo where hora >=in_hora_ini and hora <=in_hora_fin 
            ) tiem1 where minutos>=in_min_ini and hora =in_hora_ini 
union  
 
                select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from  
                tiempo where hora >=in_hora_ini+1 and hora <=in_hora_fin-1 
union  
    select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from ( 
                select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from  
                tiempo where hora >=in_hora_ini and hora <=in_hora_fin 
            ) tiem2 where minutos<=in_min_fin and hora =in_hora_fin 
)tiem 
on 
cond.id_tiempo = tiem.id_tiempo 







/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_fechas_cinco_ultimas` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_fechas_cinco_ultimas`() 
BEGIN 







/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_localidades` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_localidades`( 
    ) 
BEGIN 
  









/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_lst_loc_promedio` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_lst_loc_promedio`( 
    IN  in_id_tipo_ind INT(10), 
    IN  in_id_UM     INT(10) 
) 
BEGIN 
select  total1.valor1_out AS LOCALIZACION,avg(total1.promedio) AS PROMEDIO_TOTAL from ( 
Select avg(total.valor_out) as promedio,total.fecha,total.valor1_out from ( 
select var.valor AS VALOR_OUT,tiem.anio AS ANIO_OUT,tiem.mes AS MES_OUT,tiem.dia_semana AS DIA_OUT,tiem.hora AS 
HORA_OUT, 
tiem.minutos AS MINUTOS_OUT,var.nombre  AS VARIABLE_OUT 
,var.unidad AS UNIDAD_OUT ,cond.id_localidad AS ID_LOCALIDAD_OUT,loca.nombre AS NOMBRE_OUT, 
loca.valor AS VALOR1_OUT,loca.descripcion AS DESCRIPCION_OUT, cond.fecha AS FECHA from  
condicion_ambiental cond 
inner join   
( 
select loc.id_localidad,loc.nombre,tiploc.valor, tiploc.descripcion from  
localidad loc  
left join 
 tipo_localidad tiploc 
on loc.id_tip_localidad = tiploc.id_tip_localidad 
where loc.id_UM = in_id_UM and tiploc.valor>=1 and tiploc.valor<=10000  
) loca 
on cond.id_localidad = loca.id_localidad 
inner join( 







where ind.id_tipo_ind=in_id_tipo_ind and valor>=0 and valor<=1000  
)var 
on cond.id_indicador_amb = var.id_indicador_amb 
inner join 
( 
    select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from ( 
                select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from  
                tiempo where hora >=0 and hora <=24 
            ) tiem1 where minutos>=0 and hora =0 
union  
 
                select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from  
                tiempo where hora >=0 +1 and hora <=24 -1 
union  
    select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from ( 
                select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from  
                tiempo where hora >=0 and hora <=24 




cond.id_tiempo = tiem.id_tiempo 
order by loca.valor 
) total 






/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_opcion` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_opcion`( 
   ) 
BEGIN 
   SELECT * FROM opcion; 






/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_perfil` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_perfil`(IN in_idPerfil int(10)) 
BEGIN 
   SELECT * FROM perfil 






/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_promedio_loc_fecha` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
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/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_promedio_loc_fecha`( 
    IN  in_id_tipo_ind INT(10), 
    IN  in_id_UM     INT(10), 
    IN  in_loc_ini   INT(10), 
    IN  in_loc_fin   INT(10) 
) 
BEGIN 
select avg(total.valor_out) AS PROMEDIO,total.fecha AS FECHA from ( 
select var.valor AS VALOR_OUT,tiem.anio AS ANIO_OUT,tiem.mes AS MES_OUT,tiem.dia_semana AS DIA_OUT,tiem.hora AS 
HORA_OUT, 
tiem.minutos AS MINUTOS_OUT,var.nombre  AS VARIABLE_OUT 
,var.unidad AS UNIDAD_OUT ,cond.id_localidad AS ID_LOCALIDAD_OUT,loca.nombre AS NOMBRE_OUT, 
loca.valor AS VALOR1_OUT,loca.descripcion AS DESCRIPCION_OUT, cond.fecha AS FECHA from  
condicion_ambiental cond 
inner join   
( 
select loc.id_localidad,loc.nombre,tiploc.valor, tiploc.descripcion from  
localidad loc  
left join 
 tipo_localidad tiploc 
on loc.id_tip_localidad = tiploc.id_tip_localidad 
where loc.id_UM = in_id_UM and tiploc.valor>=in_loc_ini and tiploc.valor<=in_loc_fin 
) loca 
on cond.id_localidad = loca.id_localidad 
inner join( 







where ind.id_tipo_ind=in_id_tipo_ind and valor>=0 and valor<=1000  
)var 
on cond.id_indicador_amb = var.id_indicador_amb 
inner join 
( 
    select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from ( 
                select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from  
                tiempo where hora >=0 and hora <=24 
            ) tiem1 where minutos>=0 and hora =0 
union  
 
                select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from  
                tiempo where hora >=0 +1 and hora <=24 -1 
union  
    select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from ( 
                select id_tiempo,anio,trimestre,mes,semana,dia_semana,hora,minutos from  
                tiempo where hora >=0 and hora <=24 
            ) tiem2 where minutos<=0 and hora =24 
)tiem 
on 
cond.id_tiempo = tiem.id_tiempo) total 






/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_umbyid` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
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/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_umbyid`(IN in_id_UM int(10) 
   ) 
BEGIN 
   SELECT * FROM unidad_minera 






/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_cons_ad_usuarios` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_cons_ad_usuarios`(IN in_codRegistro 
VARCHAR(100), 
     IN in_password VARCHAR(100) 
   ) 
BEGIN 
   SELECT * FROM usuario 






/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_ins_ad_condicion_amb` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_ins_ad_condicion_amb`( 
     IN  p_ind_amb BIGINT(20), 
     IN  p_id_localidad INT(10), 
     IN  p_id_tiempo INT(10), 
     IN  p_descripcion VARCHAR(100), 
     IN  p_fecha     DATETIME 
    ) 
BEGIN 
  
  INSERT INTO sigrma.condicion_ambiental (ID_INDICADOR_AMB, ID_LOCALIDAD, ID_TIEMPO, DESCRIPCION, FECHA)  








/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_ins_ad_indicador_amb` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_ins_ad_indicador_amb`( 




    ) 
BEGIN 
  
  INSERT INTO sigrma.indicador_amb (VALOR, DESCRIPCION, ID_TIPO_IND)  
  VALUES (p_valor,p_descripcion, p_tipo_ind); 
  
  SELECT MAX(ID_INDICADOR_AMB) INTO p_indicadorid FROM sigrma.indicador_amb; 







/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_ins_ad_localidad` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_ins_ad_localidad`( 




     IN  p_idtip_loc INT(10) 
    ) 
BEGIN 
  
  INSERT INTO sigrma.localidad (NOMBRE, DESCRIPCION, ID_UM,ID_TIP_LOCALIDAD)  
  VALUES (p_nombre, p_descripcion,p_idUM,p_idtip_loc); 
  
  SELECT MAX(ID_LOCALIDAD) INTO p_localidadid FROM sigrma.localidad; 








/*!50003 SET sql_mode              = @saved_sql_mode */ ; 
/*!50003 SET character_set_client  = @saved_cs_client */ ; 
/*!50003 SET character_set_results = @saved_cs_results */ ; 
/*!50003 SET collation_connection  = @saved_col_connection */ ; 
/*!50003 DROP PROCEDURE IF EXISTS `sp_ins_ad_tiempo` */; 
/*!50003 SET @saved_cs_client      = @@character_set_client */ ; 
/*!50003 SET @saved_cs_results     = @@character_set_results */ ; 
/*!50003 SET @saved_col_connection = @@collation_connection */ ; 
/*!50003 SET character_set_client  = utf8 */ ; 
/*!50003 SET character_set_results = utf8 */ ; 
/*!50003 SET collation_connection  = utf8_general_ci */ ; 
/*!50003 SET @saved_sql_mode       = @@sql_mode */ ; 
/*!50003 SET sql_mode              = 'STRICT_TRANS_TABLES,NO_AUTO_CREATE_USER,NO_ENGINE_SUBSTITUTION' */ ; 
DELIMITER ;; 
/*!50003 CREATE*/ /*!50020 DEFINER=`root`@`localhost`*/ /*!50003 PROCEDURE `sp_ins_ad_tiempo`( 
                 OUT p_tiempoid INT(10), 
    IN  p_anio INT(11), 
    IN  p_trimestre INT(11), 
    IN  p_mes INT(11), 
                  IN  p_semana INT(11), 
    IN  p_dia_semana INT(11), 
    IN  p_hora INT(11), 
                  IN  p_minutos INT(11), 
                  IN  p_segundos INT(11) 
       ) 
BEGIN 
  
  INSERT INTO sigrma.tiempo (ANIO, TRIMESTRE, MES, SEMANA, DIA_SEMANA,HORA, MINUTOS,SEGUNDOS)  
  VALUES (p_anio, p_trimestre,p_mes, p_semana,p_dia_semana,p_hora,p_minutos,p_segundos); 
  
  SELECT MAX(ID_TIEMPO) INTO p_tiempoid FROM sigrma.tiempo; 




Anexo 45: Código fuente del sistema Ganymede Monitor System (escrito en Java) 
/* 
CondicionAmbiental.java 







public class CondicionAmbiental implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Double id_ind_amb ; 
 private Integer id_localidad; 
 private Integer id_tiempo; 
 private String descripcion; 
 private Date fecha; 
 private Tiempo tiempo; 
 private IndicadorAmb indAmb; 
 private Localidad localidad; 
  
 public Double getId_ind_amb() { 
  return id_ind_amb; 
 } 
 public void setId_ind_amb(Double id_ind_amb) { 
  this.id_ind_amb = id_ind_amb; 
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 } 
 public Integer getId_localidad() { 
  return id_localidad; 
 } 
 public void setId_localidad(Integer id_localidad) { 
  this.id_localidad = id_localidad; 
 } 
 public Integer getId_tiempo() { 
  return id_tiempo; 
 } 
 public void setId_tiempo(Integer id_tiempo) { 
  this.id_tiempo = id_tiempo; 
 } 
 public String getDescripcion() { 
  return descripcion; 
 } 
 public void setDescripcion(String descripcion) { 
  this.descripcion = descripcion; 
 } 
 public Date getFecha() { 
  return fecha; 
 } 
 public void setFecha(Date fecha) { 
  this.fecha = fecha; 
 } 
 public Tiempo getTiempo() { 
  return tiempo; 
 } 
 public void setTiempo(Tiempo tiempo) { 
  this.tiempo = tiempo; 
 } 
 public IndicadorAmb getIndAmb() { 
  return indAmb; 
 } 
 public void setIndAmb(IndicadorAmb indAmb) { 
  this.indAmb = indAmb; 
 } 
 public Localidad getLocalidad() { 
  return localidad; 
 } 
 public void setLocalidad(Localidad localidad) { 
  this.localidad = localidad; 
 } 










public class IndicadorAmb implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Double id_ind_amb ; 
 private Double valor; 
 private Integer id_tipo_ind; 
 private String descripcion; 
 public Double getId_ind_amb() { 
  return id_ind_amb; 
 } 
 public void setId_ind_amb(Double id_ind_amb) { 
  this.id_ind_amb = id_ind_amb; 
 } 
 public Double getValor() { 
  return valor; 
 } 
 public void setValor(Double valor) { 
  this.valor = valor; 
 } 
 public Integer getId_tipo_ind() { 
  return id_tipo_ind; 
 } 
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 public void setId_tipo_ind(Integer id_tipo_ind) { 
  this.id_tipo_ind = id_tipo_ind; 
 } 
 public String getDescripcion() { 
  return descripcion; 
 } 
 public void setDescripcion(String descripcion) { 











public class Localidad implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Integer id_localidad; 
 private String nombre; 
 private String descripcion; 
 private Integer id_UM; 
 private Integer id_tip_loc; 
 private String latitud; 
 private String longitud; 
 public Integer getId_localidad() { 
  return id_localidad; 
 } 
 public void setId_localidad(Integer id_localidad) { 
  this.id_localidad = id_localidad; 
 } 
 public String getNombre() { 
  return nombre; 
 } 
 public void setNombre(String nombre) { 
  this.nombre = nombre; 
 } 
 public String getDescripcion() { 
  return descripcion; 
 } 
 public void setDescripcion(String descripcion) { 
  this.descripcion = descripcion; 
 } 
 public Integer getId_UM() { 
  return id_UM; 
 } 
 public void setId_UM(Integer id_UM) { 
  this.id_UM = id_UM; 
 } 
 public Integer getId_tip_loc() { 
  return id_tip_loc; 
 } 
 public void setId_tip_loc(Integer id_tip_loc) { 
  this.id_tip_loc = id_tip_loc; 
 } 
 public String getLatitud() { 
  return latitud; 
 } 
 public void setLatitud(String latitud) { 
  this.latitud = latitud; 
 } 
 public String getLongitud() { 
  return longitud; 
 } 
 public void setLongitud(String longitud) { 












public class Tiempo implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Integer id_tiempo; 
 private Integer  anio; 
 private Integer trimestre; 
 private Integer mes; 
 private Integer semana; 
 private Integer dia_semana; 
 private Integer hora; 
 private Integer minutos; 
 private Integer segundos; 
 public Integer getId_tiempo() { 
  return id_tiempo; 
 } 
 public void setId_tiempo(Integer id_tiempo) { 
  this.id_tiempo = id_tiempo; 
 } 
 public Integer getAnio() { 
  return anio; 
 } 
 public void setAnio(Integer anio) { 
  this.anio = anio; 
 } 
 public Integer getTrimestre() { 
  return trimestre; 
 } 
 public void setTrimestre(Integer trimestre) { 
  this.trimestre = trimestre; 
 } 
 public Integer getMes() { 
  return mes; 
 } 
 public void setMes(Integer mes) { 
  this.mes = mes; 
 } 
 public Integer getSemana() { 
  return semana; 
 } 
 public void setSemana(Integer semana) { 
  this.semana = semana; 
 } 
 public Integer getDia_semana() { 
  return dia_semana; 
 } 
 public void setDia_semana(Integer dia_semana) { 
  this.dia_semana = dia_semana; 
 } 
 public Integer getHora() { 
  return hora; 
 } 
 public void setHora(Integer hora) { 
  this.hora = hora; 
 } 
 public Integer getMinutos() { 
  return minutos; 
 } 
 public void setMinutos(Integer minutos) { 
  this.minutos = minutos; 
 } 
 public Integer getSegundos() { 
  return segundos; 
 } 
 public void setSegundos(Integer segundos) { 














public class StandardFrameBO implements Serializable{ 
 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private int tamanio; 
 private int verificador; 
 private String direccion; 
 private int [] data; 
 public int getTamanio() { 
  return tamanio; 
 } 
 public void setTamanio(int tamanio) { 
  this.tamanio = tamanio; 
 } 
 public int getVerificador() { 
  return verificador; 
 } 
 public void setVerificador(int verificador) { 
  this.verificador = verificador; 
 } 
  
 public String getDireccion() { 
  return direccion; 
 } 
 public void setDireccion(String direccion) { 
  this.direccion = direccion; 
 } 
 public int[] getData() { 
  return data; 
 } 
 public void setData(int[] data) { 






Clase Concurrente que asegura la sincronización de tratamiento y almacenado de la 












public class ConcurrentLockFacade { 
 public synchronized void procesarDatos( 
   Queue<CondicionAmbiental> linkedQueque, 
   ConsultarTiempoFacade cstTiemFacade, 
   ConsultarIndicadorFacade cstIndFacade, 
   ConsultarLocalidadFacade cstLocFacade, ConsultarVAFacade 
cstVAFacade) { 
   
  CondicionAmbiental condAmb = linkedQueque.poll(); 
  Tiempo tiempo = condAmb.getTiempo(); 
  Localidad localidad = condAmb.getLocalidad(); 
  IndicadorAmb indAmb = condAmb.getIndAmb(); 
  int id_tiempo = cstTiemFacade.insertarTiempo(tiempo); 
  Double id_indicador = cstIndFacade.insertarIndicador(indAmb); 
  int id_localidad = cstLocFacade.insertarLocalidad(localidad); 
  tiempo.setId_tiempo(id_tiempo); 
  localidad.setId_localidad(id_localidad); 
  indAmb.setId_ind_amb(id_indicador); 
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  System.out.println("id_tiempo: " + id_tiempo); 
  System.out.println("id_localidad: " + id_localidad); 
  System.out.println("id_ind_amb" + id_indicador); 
  condAmb.setId_tiempo(id_tiempo); 
  condAmb.setId_localidad(id_localidad); 
  condAmb.setId_ind_amb(id_indicador); 
  condAmb.setDescripcion("Prueba de Condicion Ambiental Minera"); 














public class ConsultarIndicadorFacade { 
 public Double insertarIndicador(IndicadorAmb  indAmb){ 
  ConsultarIndicadorModel modelo = new ConsultarIndicadorModel(); 














public class ConsultarLocalidadFacade { 
 public int insertarLocalidad(Localidad  loc){ 
  ConsultarLocalidadModel modelo = new ConsultarLocalidadModel(); 














public class ConsultarTiempoFacade { 
 public int insertarTiempo(Tiempo tiemp){ 
  ConsultarTiempoModel modelo = new ConsultarTiempoModel(); 

















public class ConsultarVAFacade { 
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 public int insertarVA(Tiempo tiemp,Localidad loc,IndicadorAmb 
ind,CondicionAmbiental cond){ 
  ConsultarVAModel modelo = new ConsultarVAModel(); 






Clase Factory que se encarga de fabricar un Objecto Lector para tratar con diferentes 


























public class RFrameReaderFactory { 
 
 private final static Logger log = Logger.getLogger(RFrameReaderFactory.class); 
 
 public RFrameReader obtenerRFrameReader(XBeeResponse xbeeResponse){ 
  xbeeResponse.getApiId(); 
  if(xbeeResponse instanceof RxResponse || xbeeResponse instanceof 
ZNetRxResponse){ 
   log.info("StandardFrameReader"); 
   return new StandardFrameReader(xbeeResponse); 
  } 
  if(xbeeResponse instanceof RxResponseIoSample || xbeeResponse 
instanceof ZNetRxIoSampleResponse){ 
   return  new IoSampleFrameReader(xbeeResponse); 
  } 
  if(xbeeResponse instanceof TxStatusResponse || xbeeResponse instanceof 
ZNetTxStatusResponse){ 
   return new StatusResponseFrameReader(xbeeResponse); 
  } 
  if(xbeeResponse instanceof XBeeFrameIdResponse){ 
   return new XBeeFrameIdResponseReader((XBeeFrameIdResponse) 
xbeeResponse); 
  } 
  if(xbeeResponse instanceof ModemStatusResponse){ 
   return new XbeeModemStatusReader((ModemStatusResponse) 
xbeeResponse); 
  } 
  if(xbeeResponse instanceof RemoteAtResponse){ 
   return new RemoteATReader(xbeeResponse); 
  } 
   else { 
   throw new RuntimeException("Respuesta desconocida"); 






Clase GUI que mostrará el comportamiento de las variables ambiental en tiempo real y 



































































public class GUISerial extends JFrame{ 
  
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private TimeSeries GraphTemp;  
 private TimeSeries GraphHum; 
 private TimeSeries GraphToxc; 
 private TimeSeries GraphDust; 
 private JPanel panel1= new JPanel(); 
 private JPanel panel2 = new JPanel(); 
 private JPanel panel3 = new JPanel(); 
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 private JPanel panel4 = new JPanel(); 
 private JPanel panelAux = new JPanel(); 
 private JPanel panelAux1 = new JPanel(); 
 private ConsultarIndicadorFacade cstIndFacade; 
 private ConsultarLocalidadFacade cstLocFacade; 
 private ConsultarTiempoFacade cstTiemFacade; 
 private ConsultarVAFacade   cstVAFacade; 
 private ConcurrentLockFacade cntLockFacade; 
 private static int contador=0; 
 private RFrameReaderFactory factoryReaders; 
 private Queue<CondicionAmbiental> linkedQueue = null; 
 private Double latitud =0.0; 
 private Double longitud =0.0; 
 private DataRecollector dataRecollector = null; 
 private final static Logger log = Logger.getLogger(GUISerial.class); 
  
 public GUISerial(int TempoMuestra) throws TimeoutException 
 { 
  super("Ganymede Monitor System");  
  try{ 
  initFacades(); 
  setLayout(new BorderLayout()); 
   
  setBackground(Color.BLACK); 
  this.GraphTemp = new TimeSeries("Temperatura",Millisecond.class);  
  this.GraphTemp.setMaximumItemAge(TempoMuestra); 
  this.GraphHum = new TimeSeries("Humedad",Millisecond.class); 
  this.GraphHum.setMaximumItemAge(TempoMuestra); 
  this.GraphDust = new TimeSeries("Dust",Millisecond.class); 
  this.GraphDust.setMaximumItemAge(TempoMuestra); 
  this.GraphToxc = new TimeSeries("Toxicidad Gases",Millisecond.class); 
  this.GraphToxc.setMaximumItemAge(TempoMuestra); 
  ChartPanel tempPanel = 
createChartTimeGraphic(GraphTemp,"Time","Temperature(C)","Temperature 
Graph",Color.RED); 
  ChartPanel humPanel = 
createChartTimeGraphic(GraphHum,"Time","Humedity(%)","Humedity Graph",Color.CYAN); 
  ChartPanel PresPanel = createChartTimeGraphic(GraphDust, "Time", 
"Dust", "Dust Graph",Color.BLUE); 
  ChartPanel toxPanel = createChartTimeGraphic(GraphToxc, 
"Time","Toxicity", "Toxicity Graph",Color.GRAY); 
  panel1.add(tempPanel); 
  panel2.add(humPanel); 
  panel3.add(PresPanel); 
  panel4.add(toxPanel); 
  panelAux.setLayout(new GridLayout(2,1,0,10)); 
  panelAux.add(panel1); 
  panelAux.add(panel3); 
  panelAux1.setLayout(new GridLayout(2,1,0,10)); 
  panelAux1.add(panel2); 
  panelAux1.add(panel4); 
  add(panelAux,BorderLayout.EAST); 
  add(panelAux1,BorderLayout.WEST); 
  } 
  catch(Exception e){ 
   e.printStackTrace(); 
  } 
 } 
  
 private ChartPanel createChartTimeGraphic(TimeSeries timeSeries,String 
xAxisName,String yAxisName,String Title,Paint color){ 
  TimeSeriesCollection dataset = new TimeSeriesCollection(); 
  dataset.addSeries(timeSeries); 
  DateAxis domain = new DateAxis(xAxisName); 
  NumberAxis range = new NumberAxis(yAxisName); 
  domain.setTickLabelFont(new Font("SansSerif",Font.PLAIN,12));//  
  range.setTickLabelFont(new Font("SansSerif",Font.PLAIN,12)); 
  XYItemRenderer renderer = new XYLineAndShapeRenderer(true,false); 
  renderer.setSeriesPaint(0,color); 
  renderer.setStroke(new 
BasicStroke(3f,BasicStroke.CAP_BUTT,BasicStroke.JOIN_BEVEL)); 
  XYPlot plot = new XYPlot(dataset,domain,range,renderer); 
  plot.setBackgroundPaint(Color.lightGray); 
  plot.setDomainGridlinePaint(Color.white);  
  plot.setRangeGridlinePaint(Color.white); 
 plot.setAxisOffset(new RectangleInsets(5.0,5.0,5.0,5.0)); 
 domain.setAutoRange(true); 
455 
  domain.setLowerMargin(0.0); 
  domain.setUpperMargin(0.0); 
  domain.setTickLabelsVisible(true); 
  range.setStandardTickUnits(NumberAxis.createIntegerTickUnits()); 
  JFreeChart chart = new JFreeChart(Title,new 
Font("SansSerif",Font.BOLD,24),plot,true); 
  chart.setBackgroundPaint(Color.white); 




  return panel; 
 } 
  
 private void initFacades(){ 
  cstIndFacade = new ConsultarIndicadorFacade(); 
  cstLocFacade = new ConsultarLocalidadFacade(); 
  cstTiemFacade = new ConsultarTiempoFacade(); 
  cstVAFacade = new ConsultarVAFacade(); 
  cntLockFacade = new ConcurrentLockFacade(); 
  linkedQueue = new ConcurrentLinkedQueue<CondicionAmbiental>(); 
  dataRecollector = new DataRecollector(); 




 private void addTemperatureObservation(double y){ 
  this.GraphTemp.add(new Millisecond(),y);  
 } 
 private void addHumidityObservation(double y){ 
  this.GraphHum.add(new Millisecond(),y); 
 } 
 private void addToxicityObservation(double y){ 
  this.GraphToxc.add(new Millisecond(),y); 
 } 
 private void addDustObservation(double y){ 
  this.GraphDust.add(new Millisecond(),y); 
 } 
 private void refreshGraphic(int tipo, float value){ 
  switch(tipo){ 
  case 1: 
   addDustObservation(value); 
   break; 
  case 2: 
   addHumidityObservation(value); 
   break; 
  case 3: 
   addTemperatureObservation(value); 
   break; 
  case 4: 
   addToxicityObservation(value); 
   break; 
  default: 
   log.info("Valor de variable ambiental no reconocido"); 
 } 
 } 
 public void connect(String portName) throws XBeeException, 
InterruptedException { 
  
  XBee xbee = new XBee(); 
  try{ 
   xbee.open(portName, 9600); 
   factoryReaders = new RFrameReaderFactory(); 
   System.out.println("Listo la configuracion"); 
   xbee.addPacketListener(new PacketListener() { 
     
    @Override 
    public void processResponse(XBeeResponse response) { 
     // TODO Auto-generated method stub 
     System.out.println("Entro al processResponse"); 
     RFrameReader  reader = 
factoryReaders.obtenerRFrameReader(response); 
     Thread thread= new Thread(reader); 
     thread.start(); // inicio el hilo del reader  
      
     synchronized (thread) { 
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      try{ 
       System.out.println("Waiting for 
complete thread..."); 
       thread.wait(); 
      } 
      catch(InterruptedException iException){ 
       iException.printStackTrace(); 
      } 
      XBeeResponse respuesta = 
reader.getXbeeRs(); 
      if(respuesta instanceof RxResponse || 
respuesta instanceof ZNetRxResponse){ 
       StandardFrameReader standardFrame 
= (StandardFrameReader) reader; 
       StandardFrameBO frameBO = 
standardFrame.getFrameBO(); 
       String direccion = 
frameBO.getDireccion(); 
      
 System.out.println("Direccion:"+direccion); 
       int[] buffer = frameBO.getData(); 
       if(buffer[0]==0){  
         
        for(int i=0;i<11;i++){ 
        
 System.out.println("Bytes buffer: " +i+" :"+ buffer[i] ); 
        } 
        final int signoLat = 
buffer[1]& 0xFF; 
        final double valueLat = 
(((buffer[2] & 0xFF) << 24) 
          + 
((buffer[3] & 0xFF) << 16) 
          + 
((buffer[4] & 0xFF) << 8) + ((buffer[5] & 0xFF))) ; 
        final int signoLon = 
buffer[6]& 0xFF; 
        final double valueLon = 
(((buffer[7] & 0xFF) << 24) 
          + 
((buffer[8] & 0xFF) << 16) 
          + 
((buffer[9] & 0xFF) << 8) + ((buffer[10] & 0xFF))); 
       
 System.out.println("signoLat: "+ signoLat ); 
       
 System.out.println("signoLon: "+ signoLon ); 
       
 System.out.println("valueLat: "+ valueLat ); 
       
 System.out.println("valueLon: "+ valueLon ); 
        BigDecimal lati = new 
BigDecimal(valueLat).divide(new BigDecimal(10000000)); 
        BigDecimal longi = new 
BigDecimal(valueLon).divide(new BigDecimal(10000000)); 
       
 lati.setScale(7,BigDecimal.ROUND_HALF_UP); 
       
 longi.setScale(7,BigDecimal.ROUND_HALF_UP); 
       
 System.out.println("signoLat: "+ signoLat ); 
       
 System.out.println("signoLon: "+ signoLon ); 
       
 System.out.println("valueLat: "+ lati ); 
       
 System.out.println("valueLon: "+ longi ); 
        if(signoLat>0){ 
         latitud = -1* 
(lati.doubleValue()); 
        } 
        else{ 
         latitud = 
(lati.doubleValue()); 
        } 
        if(signoLon>0){ 
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         longitud = -1* 
(longi.doubleValue()); 
        } 
        else{ 
         longitud = 
(longi.doubleValue()); 
        } 
        System.out.println("Lat: "+ 
latitud ); 
        System.out.println("Lon: "+ 
longitud ); 
       } 
        
       if(buffer[0]>0){ 
         
        final int tipo = buffer[0]& 
0xFF; 
        final float value = 
(((buffer[1] & 0xFF) << 24) 
          + 
((buffer[2] & 0xFF) << 16) 
          + 
((buffer[3] & 0xFF) << 8) + ((buffer[4] & 0xFF))) / 10; 
        saveDataBO(tipo,value); 
        refreshGraphic(tipo, 
value); 
        Thread threadRecollector = 
new Thread(dataRecollector); 
        threadRecollector.start(); 
       } 
      } 
      if(response instanceof RxResponseIoSample 
|| response instanceof ZNetRxIoSampleResponse){ 
      } 
      if(response instanceof TxStatusResponse 
|| response instanceof ZNetTxStatusResponse){ 
      } 
      if(response instanceof 
XBeeFrameIdResponse){ 
      } 
      if(response instanceof 
ModemStatusResponse){ 
      } 
      if(response instanceof RemoteAtResponse){ 
      } 
      
     } 
    } 
   }); 
   synchronized(this) { this.wait(); } 
  } catch (XBeeTimeoutException e) { 
   System.err.println("request timed out. make sure you remote XBee 
is configured and powered on"); 
  } catch (Exception e) { 
   e.printStackTrace(); 
  } finally { 
   xbee.close(); 





 class DataRecollector implements Runnable{ 
   
  public void  run(){ 
     
    log.info("Se procede a insertar data en la base de 
datos"); 
    cntLockFacade.procesarDatos(linkedQueue, cstTiemFacade, 
cstIndFacade, cstLocFacade, cstVAFacade); 
  } 
 } 
  
 private Tiempo obtenerTiempo(){ 
  Tiempo tiempo = new Tiempo(); 
  Date fechaDate = new Date(); 
  Calendar calendar = Calendar.getInstance(); 
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  calendar.setTime(fechaDate); 
  int anio = calendar.get(Calendar.YEAR); 
  int hours = calendar.get(Calendar.HOUR_OF_DAY); 
  int minutes = calendar.get(Calendar.MINUTE); 
  int seconds = calendar.get(Calendar.SECOND); 
  int mes = calendar.get(Calendar.MONTH) +1; 
  int dia = calendar.get(Calendar.DAY_OF_MONTH); 
  int semana = calendar.get(Calendar.WEEK_OF_MONTH); 
  int trimestre=0; 
  if(0<mes && mes<4){ 
   trimestre=1; 
  } 
  else if(3<mes&& mes<7){ 
   trimestre=2; 
  } 
  else if(6<mes && mes<10){ 
   trimestre=3; 
  } 
  else if(9<mes && mes<13){ 
   trimestre=4; 
  } 
  tiempo.setAnio(anio); 
  tiempo.setDia_semana(dia); 
  tiempo.setHora(hours); 
  tiempo.setMes(mes); 
  tiempo.setMinutos(minutes); 
  tiempo.setSegundos(seconds); 
  tiempo.setSemana(semana); 
  tiempo.setTrimestre(trimestre); 
  return tiempo; 
 } 
  
 private Localidad obtenerLocalidad(){ 
  if(contador==10){  
   contador=0; 
  } 
  contador++; 
  Localidad localidad = new Localidad(); 
  localidad.setId_UM(1); 
  localidad.setNombre("SectorA"); 
  localidad.setDescripcion("Se encuentra en el sector A"); 
  localidad.setId_tip_loc(contador); 
  localidad.setLatitud(latitud.toString()); 
  localidad.setLongitud(longitud.toString()); 
  return localidad; 
 } 
 private void saveDataBO(int tipo, float value){ 
  int codigoTipo=-1; 
  switch(tipo){ 
  case 1: 
   codigoTipo = 2; 
   agregarLinkedQueue(codigoTipo,tipo,value); 
   break; 
  case 2: 
   codigoTipo = 3; 
   agregarLinkedQueue(codigoTipo,tipo,value); 
   break; 
  case 3: 
   codigoTipo = 1; 
   agregarLinkedQueue(codigoTipo,tipo,value); 
   break; 
  case 4: 
   codigoTipo = 4; 
   agregarLinkedQueue(codigoTipo,tipo,value); 
   break; 
  default: 
   log.info("Valor de variable ambiental no reconocido"); 
   System.out.println("Valor de variable ambiental no reconocido: 
"+ tipo); 
  } 
   
 } 
 private void agregarLinkedQueue(int codigoTipo,int tipo, float value){ 
  IndicadorAmb indAmb = new IndicadorAmb(); 
  indAmb.setValor((new Float(value)).doubleValue()); 
  indAmb.setId_tipo_ind(codigoTipo); 
  indAmb.setDescripcion(obtenerCodigoIndEVDATA(codigoTipo)); 
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  Tiempo tiempo = obtenerTiempo(); 
  Localidad localidad = obtenerLocalidad(); 
  CondicionAmbiental condAmb = new CondicionAmbiental(); 
  condAmb.setTiempo(tiempo); 
  condAmb.setLocalidad(localidad); 
  condAmb.setIndAmb(indAmb); 
  java.sql.Date sqlDate = new java.sql.Date(new 
java.util.Date().getTime()); 
  condAmb.setFecha(sqlDate); 
  linkedQueue.add(condAmb); 
 } 
  
 private String  obtenerCodigoIndEVDATA(int codigoInd) { 
  // TODO Auto-generated method stub 
  String descripcion=""; 
  switch(codigoInd){ 
   case 1: 
    descripcion="Indicador Ambiental del tipo Polvo"; 
    break; 
   case 2: 
    descripcion= "Indicador Ambiental del tipo Humedad"; 
    break; 
   case 3: 
    descripcion="Indicador Ambiental del tipo Temperatura"; 
    break; 
   case 4: 
    descripcion="Indicador Ambiental del tipo Toxicidad de 
CO2"; 
    break; 
   default: 
    descripcion="Indicador Ambiental desconocido"; 
  } 
   




 public static void main(String args[])  
 { 
  try{ 
   UIManager.setLookAndFeel( 
"ch.randelshofer.quaqua.QuaquaLookAndFeel" ); 
   GUISerial frame = new GUISerial(120000); 
   
   frame.setSize(1800,1500); 
   frame.setVisible(true); 
   frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
   frame.addWindowListener(new WindowAdapter(){ 
    public void windowClosing(WindowEvent e){ 
     System.exit(0); 
    } 
   }); 
   frame.connect("COM4"); 
  } 
  catch(Exception e){ 
   e.printStackTrace(); 













public interface ConsultarIndicadorDAO { 













public interface ConsultarLocalidadDAO { 

















public interface ConsultarTiempoDAO { 















public interface ConsultarVADAO { 



















 public Double insertarVA(IndicadorAmb ind) { 
 // TODO Auto-generated method stub 
   
  Connection cn = connectDB(); 
  CallableStatement cStmt=null; 
  Double id_Indicador =new Double(-1); 
  String sqlStatement = "{call sp_ins_ad_indicador_amb(?, ?, ?, ?)}"; 
  try{ 
    cStmt = cn.prepareCall(sqlStatement); 
    cStmt.registerOutParameter(1, Types.INTEGER); 
    cStmt.setDouble(2, ind.getValor()); 
    cStmt.setString(3,ind.getDescripcion()); 
    cStmt.setInt(4,ind.getId_tipo_ind()); 
    cStmt.executeUpdate(); 
    id_Indicador = cStmt.getDouble(1); 
     
  } 
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  catch(SQLException sqlException){ 
   sqlException.printStackTrace(); 
  } 
  finally{ 
   try{ 
    cStmt.close(); 
    cn.close(); 
   } 
   catch(SQLException sqlException){ 
    sqlException.printStackTrace(); 
   } 
  } 
   




















 public Double insertarVA(IndicadorAmb ind) { 
 // TODO Auto-generated method stub 
   
  Connection cn = connectDB(); 
  CallableStatement cStmt=null; 
  Double id_Indicador =new Double(-1); 
  String sqlStatement = "{call sp_ins_ad_indicador_amb(?, ?, ?, ?)}"; 
  try{ 
    cStmt = cn.prepareCall(sqlStatement); 
    cStmt.registerOutParameter(1, Types.INTEGER); 
    cStmt.setDouble(2, ind.getValor()); 
    cStmt.setString(3,ind.getDescripcion()); 
    cStmt.setInt(4,ind.getId_tipo_ind()); 
    cStmt.executeUpdate(); 
    id_Indicador = cStmt.getDouble(1); 
     
  } 
  catch(SQLException sqlException){ 
   sqlException.printStackTrace(); 
  } 
  finally{ 
   try{ 
    cStmt.close(); 
    cn.close(); 
   } 
   catch(SQLException sqlException){ 
    sqlException.printStackTrace(); 
   } 
  } 
   





















 public int insertarLocalidad(Localidad loc) { 
  // TODO Auto-generated method stub 
   
  Connection cn = connectDB(); 
  CallableStatement cStmt=null; 
  int id_loc =-1; 
  String sqlStatement = "{call sp_ins_ad_localidad(?, ?, ?, ?, ?, ?, 
?)}"; 
  try{ 
    cStmt = cn.prepareCall(sqlStatement); 
    cStmt.registerOutParameter(1, Types.INTEGER); 
    cStmt.setString(2, loc.getNombre()); 
    cStmt.setString(3,loc.getDescripcion()); 
    cStmt.setInt(4,loc.getId_UM()); 
    cStmt.setInt(5,loc.getId_tip_loc()); 
    cStmt.setString(6, loc.getLatitud()); 
    cStmt.setString(7, loc.getLongitud()); 
    cStmt.executeUpdate(); 
    id_loc = cStmt.getInt(1); 
     
  } 
  catch(SQLException sqlException){ 
   sqlException.printStackTrace(); 
  } 
  finally{ 
   try{ 
    cStmt.close(); 
    cn.close(); 
   } 
   catch(SQLException sqlException){ 
    sqlException.printStackTrace(); 
   } 
  } 
   
















public class ConsultarTiempoDAOImpl extends DAOBase implements ConsultarTiempoDAO{ 
 
 @Override 
 public int insertarTiempo(Tiempo tiemp) { 
  // TODO Auto-generated method stub 
   
  Connection cn = connectDB(); 
  CallableStatement cStmt=null; 
  int id_tiempo =-1; 
  String sqlStatement = "{call sp_ins_ad_tiempo(?, ?, ?, ?, ?, ?, ?, ? 
,?)}"; 
  try{ 
    cStmt = cn.prepareCall(sqlStatement); 
    cStmt.registerOutParameter(1, Types.INTEGER); 
    cStmt.setInt(2, tiemp.getAnio()); 
    cStmt.setInt(3,tiemp.getTrimestre()); 
    cStmt.setInt(4,tiemp.getMes()); 
    cStmt.setInt(5,tiemp.getSemana()); 
    cStmt.setInt(6,tiemp.getDia_semana()); 
    cStmt.setInt(7, tiemp.getHora()); 
    cStmt.setInt(8, tiemp.getMinutos()); 
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    cStmt.setInt(9, tiemp.getSegundos()); 
    cStmt.executeUpdate(); 
    id_tiempo = cStmt.getInt(1); 
     
  } 
  catch(SQLException sqlException){ 
   sqlException.printStackTrace(); 
  } 
  finally{ 
   try{ 
    cStmt.close(); 
    cn.close(); 
   } 
   catch(SQLException sqlException){ 
    sqlException.printStackTrace(); 
   } 
  } 
   



















public class ConsultarVADAOImpl extends DAOBase implements ConsultarVADAO{ 
 
 @Override 
 public int insertarVA(Tiempo tiemp, Localidad loc, IndicadorAmb ind, 
   CondicionAmbiental cond) { 
  // TODO Auto-generated method stub 
  // TODO Auto-generated method stub 
   
  Connection cn = connectDB(); 
  CallableStatement cStmt=null; 
  int pret =-1; 
  String sqlStatement = "{call sp_ins_ad_condicion_amb(?, ?, ?, ?, ?)}"; 
  try{ 
    cStmt = cn.prepareCall(sqlStatement); 
    cStmt.setDouble(1,ind.getId_ind_amb()); 
    cStmt.setInt(2, loc.getId_localidad()); 
    cStmt.setInt(3,tiemp.getId_tiempo()); 
    cStmt.setString(4,cond.getDescripcion()); 
    cStmt.setDate(5,cond.getFecha()); 
    pret = cStmt.executeUpdate(); 
    System.out.println("El valor de pret es el siguiente: 
"+pret); 
  } 
  catch(SQLException sqlException){ 
   sqlException.printStackTrace(); 
  } 
  finally{ 
   try{ 
    cStmt.close(); 
    cn.close(); 
   } 
   catch(SQLException sqlException){ 
    sqlException.printStackTrace(); 
   } 
  } 
   











public class ConsultarIndicadorModel { 
 private ConsultarIndicadorDAO cstIndAmbDAO = new ConsultarIndicadorDAOImpl();  
 public Double insertarCondicionAmbiental(IndicadorAmb ind) { 










public class ConsultarLocalidadModel { 
  
 private ConsultarLocalidadDAO cstLocDAO = new ConsultarLocalidadDAOImpl();  
  
 public int insertarLocalidad(Localidad loc) { 










public class ConsultarTiempoModel { 
 private ConsultarTiempoDAO cstTiempoDAO = new ConsultarTiempoDAOImpl();  
 public int insertarTiempo(Tiempo tiemp) { 













public class ConsultarVAModel { 
  
 private ConsultarVADAO cstVADAO = new ConsultarVADAOImpl();  
  
 public int insertarCondicionAmbiental(Tiempo tiemp, Localidad loc, 
   IndicadorAmb ind, CondicionAmbiental cond) { 








public abstract class RFrameReader implements Runnable{ 
 private XBeeResponse xbeeRs; 
  
 public RFrameReader(XBeeResponse xbeeRs){ 
  this.xbeeRs = xbeeRs; 
 } 
 public abstract void read(); 
  
 public void run (){ 
  synchronized (this) { 
   this.read(); 
   notifyAll(); 
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  } 
 } 
 public XBeeResponse getXbeeRs() { 
  return xbeeRs; 
 } 
 public void setXbeeRs(XBeeResponse xbeeRs) { 










public class IoSampleFrameReader extends RFrameReader{ 
 
 public IoSampleFrameReader(XBeeResponse xbeeRs) { 
  super(xbeeRs); 





 public void read() { 
  // TODO Auto-generated method stub 











public class RemoteATReader extends RFrameReader{ 
 
 public RemoteATReader(XBeeResponse xbeeRs) { 
  super(xbeeRs); 




 public void read() { 
  // TODO Auto-generated method stub 






















public class StandardFrameReader extends  RFrameReader{ 
 private RxResponse16 rxResponse16 ; 
 private RxResponse64 rxResponse64; 
 private ZNetRxResponse znetResponse; 
 private StandardFrameBO frameBO; 
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 private final static Logger log = Logger.getLogger(StandardFrameReader.class); 
  
 public StandardFrameReader(XBeeResponse xbeeRs) { 
  super(xbeeRs); 
  frameBO = new StandardFrameBO(); 
 } 
 public void read(){ 
  if(super.getXbeeRs().getApiId()==ApiId.RX_16_RESPONSE){ 
   rxResponse16 = (RxResponse16) super.getXbeeRs(); 
   XBeePacketLength  length =rxResponse16.getLength(); 
   int tamaño = length.get16BitValue(); 
   int verificador = rxResponse16.getChecksum(); 
   XBeeAddress16 remoteAddr =  rxResponse16.getRemoteAddress(); 
   int direccion16 = remoteAddr.getLsb(); 
   int [] data = rxResponse16.getData(); 
    
  } 
  else if(super.getXbeeRs().getApiId()== ApiId.RX_64_RESPONSE){ 
   rxResponse64 = (RxResponse64) super.getXbeeRs(); 
   XBeePacketLength length = rxResponse64.getLength(); 
   int tamaño = length.get16BitValue(); 
   int verificador  = rxResponse64.getChecksum(); 
   XBeeAddress64 remoteAddr = rxResponse64.getRemoteAddress(); 
   int [] direccion = remoteAddr.getAddress();  
   int [] data = rxResponse64.getData(); 
  } 
  else if(super.getXbeeRs().getApiId() == ApiId.ZNET_RX_RESPONSE){ 
   znetResponse = (ZNetRxResponse) super.getXbeeRs(); 
   XBeePacketLength length = znetResponse.getLength(); 
   int tamanio = length.get16BitValue(); 
   int verificador  = znetResponse.getChecksum(); 
   XBeeAddress64 remoteAddr = znetResponse.getRemoteAddress64(); 
   String direccion = ByteUtils.toBase16(remoteAddr.getAddress());  
   String[] direccionA = direccion.split(","); 
   int [] data = znetResponse.getData(); 
   StringBuilder sb = new StringBuilder(); 
   for(int i =4; i<direccionA.length;i++){ 
    sb.append(direccionA[i]); 
   } 
   log.info("Received RX packet, option is " + 
znetResponse.getOption() + ", sender 64 address is " + 
ByteUtils.toBase16(znetResponse.getRemoteAddress64().getAddress()) + ", remote 16-bit 
address is " + ByteUtils.toBase16(znetResponse.getRemoteAddress16().getAddress()) + ", 
data is " + ByteUtils.toBase16(znetResponse.getData())); 
   log.info("Se obtuvo un mensaje API apiId=ZNET_RX_RESPONSE "); 
   log.info("direccion: "+ sb.toString()); 
   log.info("Tamanio: "+tamanio); 
   frameBO.setDireccion(sb.toString()); 
   frameBO.setData(data); 
   frameBO.setTamanio(tamanio); 
   frameBO.setVerificador(verificador); 
  } 
   
 } 
 public StandardFrameBO getFrameBO() { 
  return frameBO; 
 } 
 public void setFrameBO(StandardFrameBO frameBO) { 











public class StatusResponseFrameReader extends RFrameReader{ 
 
 public StatusResponseFrameReader(XBeeResponse xbeeRs) { 
  super(xbeeRs); 
  // TODO Auto-generated constructor stub 





 public void read() { 
  // TODO Auto-generated method stub 











public class XBeeFrameIdResponseReader extends RFrameReader{ 
 
 public XBeeFrameIdResponseReader(XBeeResponse xbeeRs) { 
  super(xbeeRs); 




 public void read() { 
  // TODO Auto-generated method stub 











public class XbeeModemStatusReader extends RFrameReader{ 
 
 public XbeeModemStatusReader(XBeeResponse xbeeRs) { 
  super(xbeeRs); 




 public void read() { 
  // TODO Auto-generated method stub 









public interface DAO { 







public class DAOBase implements DAO{ 
  
 private static final String driver = "com.mysql.jdbc.Driver"; 
 private static final String url ="jdbc:mysql://localhost:3306/sigrma"; 
 private static final String user="root"; 
 private static final String pass="admin"; 
 @Override 
 public Connection connectDB() { 
  // TODO Auto-generated method stub 
  Connection cn = null; 
  try{ 
   Class.forName(driver); 
   cn = DriverManager.getConnection(url,user,pass); 
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  } 
  catch(Exception exception){ 
   System.out.printf(exception.toString()); 
  } 































public class BuscarActivity extends Activity { 
 private static final String LONGITUD = "com.ganymedepjt.ganymedeadk.longitud"; 
 private static final String LATITUD = "com.ganymedepjt.ganymedeadk.latitud"; 
 private DatabaseManager dbManager; 




 protected void onCreate(Bundle savedInstanceState) { 
  super.onCreate(savedInstanceState); 
  setContentView(R.layout.activity_buscar); 
  cr = getContentResolver(); 
  dbManager = new DatabaseManager(); 
  TextView texto = (TextView) findViewById(R.id.textView); 
  String desc = obtenerUnidadMinera(); 
  String tl = obtenerTipoLocalidad(); 
  String ti = obtenerTipoIndicadorAmb(); 
  String usu = obtenerUsuarios(); 
  String idsCond = obtenerCondicionAmb(); 
  if(desc!=null){ 
   texto.setText("La data guardarda es: " + desc 
     + "La data guardarda Tipo de Localidad es: " + tl 
     + "La data guardarda Tipo de Indicador es: " + ti 
     + "La data guardarda usuario es: " + usu 
     + "La data guardada Condicion Ambiental es 
"+idsCond); 
  } 
  dbManager.closeConnection(); 
 } 
 public  String obtenerCondicionAmb() { 
  Cursor c = cr.query(CondicionAmbientalDTO.CONTENT_URI, null, null, null, 
null); 
   
  List<CondicionAmbiental> lstCond =dbManager.obtenerCondicionAmbiental(c); 
  if(lstCond ==null){ 
   Toast.makeText(this, "Lista Nula", Toast.LENGTH_SHORT).show(); 
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  } 
  if(lstCond.size()==0){ 
   Toast.makeText(this, "Lista Vacia", Toast.LENGTH_SHORT).show(); 
  } 
  String result= ""; 
  for(CondicionAmbiental um:lstCond){ 
   result= result+" indicador "+um.getId_ind_amb()+" localidad 
"+um.getId_localidad()+" tiempo "+um.getId_tiempo(); 
  } 
   
  return result; 
 } 
 public String obtenerUnidadMinera(){ 
   
  Cursor c = cr.query(UnidadMineraDTO.CONTENT_URI, null, null, null, null); 
  List<UnidadMinera> lstUM =dbManager.obtenerListaUnidadMinera(c); 
  if(lstUM ==null){ 
   Toast.makeText(this, "Lista Nula", Toast.LENGTH_SHORT).show(); 
  } 
  if(lstUM.size()==0){ 
   Toast.makeText(this, "Lista Vacia", Toast.LENGTH_SHORT).show(); 
  } 
  String result= ""; 
  for(UnidadMinera um:lstUM){ 
   result= result+um.getName()+" "+um.getLocalizacion()+" 
"+um.getDescripcion(); 
  } 
  Double longitud = getIntent().getDoubleExtra(LONGITUD, 0.0); 
  Double latitud = getIntent().getDoubleExtra(LATITUD, 0.0); 
  result = result + "longitud: "+ longitud.toString() + " latitud: "+ 
latitud.toString(); 
  return result; 
 } 
 public String obtenerTipoLocalidad(){ 
  Cursor c = cr.query(LocalidadDTO.CONTENT_URI, null, null, null, null); 
  List<TipoLocalidad> lstTL =dbManager.obtenerListaTipoLocalidad(c); 
  if(lstTL ==null){ 
   Toast.makeText(this, "Lista Nula", Toast.LENGTH_SHORT).show(); 
  } 
  if(lstTL.size()==0){ 
   Toast.makeText(this, "Lista Vacia", Toast.LENGTH_SHORT).show(); 
  } 
  String result= ""; 
  for(TipoLocalidad um:lstTL){ 
   result= result+um.getName()+" "+um.getValor()+" 
"+um.getDescripcion(); 
  } 
   
  return result; 
 } 
 public String obtenerTipoIndicadorAmb(){ 
  Cursor c = cr.query(TipoIndicadorDTO.CONTENT_URI, null, null, null, null); 
  List<TipoIndicadorAmb> lstTL =dbManager.obtenerListaTipoIndicador(c); 
  if(lstTL ==null){ 
   Toast.makeText(this, "Lista Nula", Toast.LENGTH_SHORT).show(); 
  } 
  if(lstTL.size()==0){ 
   Toast.makeText(this, "Lista Vacia", Toast.LENGTH_SHORT).show(); 
  } 
  String result= ""; 
  for(TipoIndicadorAmb um:lstTL){ 
   result= result+um.getName()+" "+um.getUnidad()+" 
"+um.getDescripcion(); 
  } 
   
  return result; 
 } 
public String obtenerUsuarios(){ 
   
 Cursor c = cr.query(UsuarioDTO.CONTENT_URI, null, null, null, null); 
  List<Usuario> lstTL =dbManager.obtenerUsuarios(c); 
  if(lstTL ==null){ 
   Toast.makeText(this, "Lista Nula", Toast.LENGTH_SHORT).show(); 
  } 
470 
  if(lstTL.size()==0){ 
   Toast.makeText(this, "Lista Vacia", Toast.LENGTH_SHORT).show(); 
  } 
  String result= ""; 
  for(Usuario um:lstTL){ 
   result = result + um.getName() + " " + um.getAp_paterno() + " " 
     + um.getAp_materno() + " " + um.getCod_usuario() + " 
" 
     + um.getEmail() + " " + um.getPassword() + " " 
     + um.getId_um() + " " + um.getTelefono(); 
  } 





Clase de vista HumidityView.java , encargada de mostrar la vista del valor de la variable 
ambiental Humedad segun lo valores enviados por el Arduino ADK, esta vista además además 














public class HumedityView extends View{ 
 private float mCurrentHumedity; 
 private Paint mTextPaint = new Paint(); 
 private Paint mHumedityPaint = new Paint(); 
 private RectF mHumedityOval = new RectF(); 
 private RectF mHumedityRect = new RectF(); 
  
 private int mAvailableWidth; 
 private int mAvailableHeight; 
 private final float mDeviceDensity; 
 private int mOvalLeftBorder; 
 private int mOvalRightBorder; 
 private int mOvalTopBorder; 
 private int mOvalBottomBorder; 
  
 private int mRectLeftBorder; 
 private int mRectRightBorder; 
 private int mRectTopBorder; 
 private int mRectBottomBorder; 
 
 public HumedityView(Context context, AttributeSet attrs) { 
  super(context, attrs); 
  mTextPaint.setColor(Color.BLACK); 
  mHumedityPaint.setColor(Color.CYAN); 
  mDeviceDensity = getResources().getDisplayMetrics().density; 
  TypedArray attributeArray = context.obtainStyledAttributes(attrs, 
    R.styleable.temperature_view_attributes); 
  int textSize = 
attributeArray.getInt(R.styleable.temperature_view_attributes_textSize,18); 
  textSize =(int) (textSize * mDeviceDensity + 0.5f); 




 protected void onMeasure(int widthMeasureSpec, int heightMeasureSpec) { 
  super.onMeasure(widthMeasureSpec, heightMeasureSpec); 
  mAvailableWidth = getMeasuredWidth(); 
  mAvailableHeight = getMeasuredHeight(); 
   
  mOvalLeftBorder = (mAvailableWidth/2)-(mAvailableWidth/10); 
  mOvalTopBorder = (mAvailableHeight) - (mAvailableHeight/10) -
(mAvailableWidth/5); 
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  mOvalRightBorder = (mAvailableWidth/2) +(mAvailableWidth/10); 
  mOvalBottomBorder = (mAvailableHeight)-(mAvailableHeight/10); 
  mHumedityOval.set(mOvalLeftBorder, mOvalTopBorder,mOvalRightBorder , 
mOvalBottomBorder); 
  mRectLeftBorder = (mAvailableWidth /2)- (mAvailableWidth/15); 
  mRectRightBorder = (mAvailableWidth/2) +(mAvailableWidth/15); 
  mRectBottomBorder = mOvalBottomBorder -((mOvalBottomBorder - 
mOvalTopBorder)/2); 
   
 } 
  
 public void setCurrentHumidity(float currentHumedity){ 
  this.mCurrentHumedity = currentHumedity; 
  float HumedityRectTop = mCurrentHumedity; 
  if(HumedityRectTop <0){ 
   HumedityRectTop = 0; 
  } 
  else if(HumedityRectTop>100){ 
   HumedityRectTop =100; 
  } 
  mRectTopBorder =(int) (mRectBottomBorder - 
(HumedityRectTop*(mAvailableHeight/50))); 
  mHumedityRect.set(mRectLeftBorder, mRectTopBorder, mRectRightBorder, 
mRectBottomBorder); 




 protected void onDraw(Canvas canvas) { 
  super.onDraw(canvas); 
  canvas.drawOval(mHumedityOval, mHumedityPaint); 
  canvas.drawRect(mHumedityRect, mHumedityPaint); 
  canvas.drawText("Humedity: " +String.valueOf(mCurrentHumedity)+"%", 





Clase de vista MainActivity.java , encargada de la vista principal de toda la aplicación 
Ganymede Monitor ADK, gestionar los distintos hardware que vienen incluido dentro de una 
Tablet como el sensor de GPS, el accesorio USB 2.0 para la comunicación con el Arduino ADK y 
también de gestionar la concurrencia de la información transmitida actualizar las vistas, 
























































public class MainActivity extends Activity implements 
  GoogleApiClient.ConnectionCallbacks, 
  GoogleApiClient.OnConnectionFailedListener, LocationListener { 
 
 private static final String TAG = MainActivity.class.getSimpleName(); 
 private PendingIntent mPermissionIntent; 
 private static final String ACTION_USB_PERMISSION = 
"com.google.android.DemoKit.action.USB_PERMISSION"; 
 private boolean mPermissionRequestPending; 
 private UsbManager mUsbManager; 
 private UsbAccessory mAccessory; 
 private ParcelFileDescriptor mFileDescriptor; 
 private FileInputStream mInputStream; 
 private FileOutputStream mOutputStream; 
 private static final byte COMMAND_POSITION = 0x0; 
 private static final byte COMMAND_TEMPERATURE = 0x3; 
 private static final byte COMMAND_DUST = 0x1; 
 private static final byte COMMAND_TOXICITY = 0x4; 
 private static final byte COMMAND_HUMIDITY = 0x2; 
 private static final byte TARGET_PIN = 0x0; 
 private static final byte TARGET_PIN1 = 0x8; 
 private static final byte TARGET_PIN2 = 0x2; 
 private static final byte MSG_LENGHT = 0x4; 
 private static final byte COD_REQUEST = 0x0; 
 private static final String LONGITUD = "com.ganymedepjt.ganymedeadk.longitud"; 
 private static final String LATITUD = "com.ganymedepjt.ganymedeadk.latitud"; 
 private Double longitud = 0.0; 
 private Double latitud= 0.0; 
 private TemperatureView mTemperatureView; 
 private HumedityView mHumedityView; 
 private PressureView mPressureView; 
 private ToxicityView mToxicityView; 
 private static final String DATOS_PREFERENCES = "datosPreferences"; 
 private static final String HAS_VISITED = "hasVisited"; 
 private GoogleApiClient mApiClient; 
 private ContentResolver cr; 





 private final BroadcastReceiver mUsbReceiver = new BroadcastReceiver() { 
  @Override 
  public void onReceive(Context context, Intent intent) { 
   String action = intent.getAction(); 
   if (ACTION_USB_PERMISSION.equals(action)) { 
    synchronized (this) { 
     UsbAccessory accessory = 
UsbManager.getAccessory(intent); 
     if (intent.getBooleanExtra( 
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       UsbManager.EXTRA_PERMISSION_GRANTED, 
false)) { 
      openAccessory(accessory); 
     } else { 
      Log.d(TAG, "permission denied for accessory " 
        + accessory); 
     } 
     mPermissionRequestPending = false; 
    } 
   } else if (UsbManager.ACTION_USB_ACCESSORY_DETACHED.equals(action)) { 
    UsbAccessory accessory = UsbManager.getAccessory(intent); 
    if (accessory != null && accessory.equals(mAccessory)) { 
     closeAccessory(); 
    } 
   } 




 public void onCreate(Bundle savedInstanceState) { 
  super.onCreate(savedInstanceState); 
  mUsbManager = UsbManager.getInstance(this); 
  cr = getContentResolver(); 
  mPermissionIntent = PendingIntent.getBroadcast(this, 0, new Intent( 
    ACTION_USB_PERMISSION), 0); 
  IntentFilter filter = new IntentFilter(ACTION_USB_PERMISSION); 
  filter.addAction(UsbManager.ACTION_USB_ACCESSORY_DETACHED); 
   
  registerReceiver(mUsbReceiver, filter); 
 
  SharedPreferences sp = getSharedPreferences(DATOS_PREFERENCES, 
    Context.MODE_PRIVATE); 
  boolean yaVisito = sp.getBoolean(HAS_VISITED, false); 
 
  if (getLastNonConfigurationInstance() != null) { 
   mAccessory = (UsbAccessory) getLastNonConfigurationInstance(); 
   openAccessory(mAccessory); 
  } 
  if (!yaVisito) { 
   startGanymedeDatabase(); 
   Editor ed = sp.edit(); 
   ed.putBoolean(HAS_VISITED, true); 
   ed.commit(); 
  } 
  setContentView(R.layout.activity_main); 
  mTemperatureView = (TemperatureView) findViewById(R.id.temperature_view); 
  mHumedityView = (HumedityView) findViewById(R.id.humidity_view); 
  mPressureView = (PressureView) findViewById(R.id.pressure_view); 
  mToxicityView = (ToxicityView) findViewById(R.id.toxicity_view); 
  mApiClient = new 
GoogleApiClient.Builder(this).addConnectionCallbacks(this).addOnConnectionFailedListener(this)
.addApi(LocationServices.API).build(); 




 public boolean onCreateOptionsMenu(Menu menu) { 
  getMenuInflater().inflate(R.menu.main, menu); 
 




 public boolean onOptionsItemSelected(MenuItem item) { 
  int id = item.getItemId(); 
  switch (id) { 
  case R.id.action_settings: 
   break; 
  case R.id.action_buscar: 
   startBuscarActivity(); 
   break; 
  } 




 private void startBuscarActivity() { 
  Intent intent = new Intent(this, BuscarActivity.class); 
  intent.putExtra(LONGITUD,longitud); 
  intent.putExtra(LATITUD,latitud); 
  startActivity(intent); 
 } 
 
 private void startGanymedeDatabase() { 
  UnidadMinera um = new UnidadMinera(); 
  um.setName("UNIDAD ORCOPAMPA"); 
  um.setLocalizacion("Arequipa-Castilla"); 
  um.setDescripcion("Unidad Orcopampa"); 
  UnidadMinera um1 = new UnidadMinera(); 
  um1.setName("UNIDAD JULCANI"); 
  um1.setLocalizacion("Angarees-Huancavelica"); 
  um1.setDescripcion("Unidad Julcani"); 
  UnidadMinera um2 = new UnidadMinera(); 
  um2.setName("UNIDAD RECUPERADA"); 
  um2.setLocalizacion("Huachocolpa-Huancavelica"); 
  um2.setDescripcion("Unidad Recuperada"); 
  Uri uri =cr.insert(UnidadMineraDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesUnidadMinera(um)); 
  Toast.makeText(getBaseContext(), "URI: "+uri.getPath(), 
Toast.LENGTH_SHORT).show(); 
   
  Uri uri1 =cr.insert(UnidadMineraDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesUnidadMinera(um1)); 
  Toast.makeText(getBaseContext(), "URI1: "+uri1.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Uri uri2 =cr.insert(UnidadMineraDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesUnidadMinera(um2)); 
  Toast.makeText(getBaseContext(), "URI2: "+uri2.getPath(), 
Toast.LENGTH_SHORT).show(); 
   
  TipoIndicadorAmb tip1 = new TipoIndicadorAmb(); 
  tip1.setName("Temperatura"); 
  tip1.setDescripcion("Temperatura en grados celcius"); 
  tip1.setUnidad("C"); 
  TipoIndicadorAmb tip2 = new TipoIndicadorAmb(); 
  tip2.setName("Presion"); 
  tip2.setDescripcion("Presion en pascales"); 
  tip2.setUnidad("Pa"); 
  TipoIndicadorAmb tip3 = new TipoIndicadorAmb(); 
  tip3.setName("Humedad"); 
  tip3.setDescripcion("Humedad relativa a la misma temperatura"); 
  tip3.setUnidad("%"); 
  TipoIndicadorAmb tip4 = new TipoIndicadorAmb(); 
  tip4.setName("Toxicidad de gases metano"); 
  tip4.setDescripcion("Porcetanje de niveles de toxicidad"); 
  tip4.setUnidad("%"); 
  Uri uri3 =cr.insert(TipoIndicadorDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoIndicadorAmb(tip1)); 
  Uri uri4 =cr.insert(TipoIndicadorDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoIndicadorAmb(tip2)); 
  Uri uri5 =cr.insert(TipoIndicadorDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoIndicadorAmb(tip3)); 
  Uri uri6 =cr.insert(TipoIndicadorDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoIndicadorAmb(tip4)); 
  Toast.makeText(getBaseContext(), "URI3: "+uri3.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI4: "+uri4.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI5: "+uri5.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI6: "+uri6.getPath(), 
Toast.LENGTH_SHORT).show(); 
  TipoLocalidad til1 = new TipoLocalidad(); 
  til1.setName("1m. profundidad"); 
  til1.setValor(1); 
  til1.setDescripcion("1m. de profundidad"); 
  TipoLocalidad til2 = new TipoLocalidad(); 
  til2.setName("2m. profundidad"); 
  til2.setValor(2); 
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  til2.setDescripcion("2m. de profundidad"); 
  TipoLocalidad til3 = new TipoLocalidad(); 
  til3.setName("3m. profundidad"); 
  til3.setValor(3); 
  til3.setDescripcion("3m. de profundidad"); 
  TipoLocalidad til4 = new TipoLocalidad(); 
  til4.setName("4m. profundidad"); 
  til4.setValor(4); 
  til4.setDescripcion("4m. de profundidad"); 
  TipoLocalidad til5 = new TipoLocalidad(); 
  til5.setName("5m. profundidad"); 
  til5.setValor(5); 
  til5.setDescripcion("5m. de profundidad"); 
  TipoLocalidad til6 = new TipoLocalidad(); 
  til6.setName("6m. profundidad"); 
  til6.setValor(6); 
  til6.setDescripcion("6m. de profundidad"); 
  TipoLocalidad til7 = new TipoLocalidad(); 
  til7.setName("7m. profundidad"); 
  til7.setValor(7); 
  til7.setDescripcion("7m. de profundidad"); 
  TipoLocalidad til8 = new TipoLocalidad(); 
  til8.setName("8m. profundidad"); 
  til8.setValor(8); 
  til8.setDescripcion("8m. de profundidad"); 
  TipoLocalidad til9 = new TipoLocalidad(); 
  til9.setName("9m. profundidad"); 
  til9.setValor(9); 
  til9.setDescripcion("9m. de profundidad"); 
  TipoLocalidad til10 = new TipoLocalidad(); 
  til10.setName("10m. profundidad"); 
  til10.setValor(10); 
  til10.setDescripcion("10m. de profundidad"); 
  Uri uri7 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til1)); 
  Uri uri8 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til2)); 
  Uri uri9 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til3)); 
  Uri uri10 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til4)); 
  Uri uri11 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til5)); 
  Uri uri12 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til6)); 
  Uri uri13 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til7)); 
  Uri uri14 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til8)); 
  Uri uri15 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til9)); 
  Uri uri16 =cr.insert(TipoLocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTipoLocalidad(til10)); 
  Toast.makeText(getBaseContext(), "URI7: "+uri7.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI8: "+uri8.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI9: "+uri9.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI10: "+uri10.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI11: "+uri11.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI12: "+uri12.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI13: "+uri13.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI14: "+uri14.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI15: "+uri15.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI16: "+uri16.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Usuario user1 = new Usuario(); 
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  user1.setName("Cesar James"); 
  user1.setAp_paterno("Munoz"); 
  user1.setAp_materno("Martinez"); 
  user1.setEmail("cjmunoz131@gmail.com"); 
  user1.setTelefono("988076847"); 
  user1.setCod_usuario("P123456"); 
  user1.setPassword("lizbeth250990"); 
  user1.setId_um(1); 
   
  Usuario user2 = new Usuario(); 
  user2.setName("Lizbeth Violeta"); 
  user2.setAp_paterno("Diaz"); 
  user2.setAp_materno("Silva"); 
  user2.setEmail("lizbethvioletadiazsilva@gmail.com"); 
  user2.setTelefono("983234847"); 
  user2.setCod_usuario("P123457"); 
  user2.setPassword("cesar290689"); 
  user2.setId_um(2); 
   
  Usuario user3 = new Usuario(); 
  user3.setName("Paul Jeanpierre"); 
  user3.setAp_paterno("Chavez"); 
  user3.setAp_materno("Montes"); 
  user3.setEmail("shark30@gmail.com"); 
  user3.setTelefono("988076847"); 
  user3.setCod_usuario("P123458"); 
  user3.setPassword("chacal19000"); 
  user3.setId_um(3); 
   
  Uri uri17 =cr.insert(UsuarioDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesUsuario(user1)); 
  Uri uri18 =cr.insert(UsuarioDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesUsuario(user2)); 
  Uri uri19 =cr.insert(UsuarioDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesUsuario(user3)); 
   
  Toast.makeText(getBaseContext(), "URI17: "+uri17.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI18: "+uri18.getPath(), 
Toast.LENGTH_SHORT).show(); 
  Toast.makeText(getBaseContext(), "URI19: "+uri19.getPath(), 
Toast.LENGTH_SHORT).show(); 




 public Object onRetainNonConfigurationInstance() { 
  if (mAccessory != null) { 
   return mAccessory; 
  } else { 
   return super.onRetainNonConfigurationInstance(); 




 public void onResume() { 
  super.onResume(); 
  mApiClient.connect(); 
  if (mInputStream != null && mOutputStream != null) { 
   return; 
  } 
 
  UsbAccessory[] accessories = mUsbManager.getAccessoryList(); 
  UsbAccessory accessory = (accessories == null ? null : accessories[0]); 
  if (accessory != null) { 
   if (mUsbManager.hasPermission(accessory)) { 
    openAccessory(accessory); 
   } else { 
    synchronized (mUsbReceiver) { 
     if (!mPermissionRequestPending) { 
      mUsbManager.requestPermission(accessory, 
        mPermissionIntent); 
      mPermissionRequestPending = true; 
     } 
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    } 
   } 
  } else { 
   Log.d(TAG, "mAccessory is null"); 




 public void onPause() { 
  super.onPause(); 
  closeAccessory(); 




 public void onDestroy() { 
  unregisterReceiver(mUsbReceiver); 
  super.onDestroy(); 
 } 
 
 private void openAccessory(UsbAccessory accessory) { 
  mFileDescriptor = mUsbManager.openAccessory(accessory); 
  cr = getContentResolver(); 
  if (mFileDescriptor != null) { 
   mAccessory = accessory; 
   FileDescriptor fd = mFileDescriptor.getFileDescriptor(); 
   mInputStream = new FileInputStream(fd); 
   mOutputStream = new FileOutputStream(fd); 
   Thread thread = new Thread(null, commRunnable, TAG); 
   thread.start(); 
   Log.d(TAG, "accessory opened"); 
  } else { 
   Log.d(TAG, "accessory open fail"); 
  } 
 } 
 
 private void closeAccessory() { 
  try { 
   if (mFileDescriptor != null) { 
    mFileDescriptor.close(); 
   } 
  } catch (IOException e) { 
  } finally { 
   mFileDescriptor = null; 
   mAccessory = null; 
  } 
 } 
 
 Runnable commRunnable = new Runnable() { 
   
  @Override 
  public void run() { 
   int ret = 0; 
   byte[] buffer = new byte[7]; 
    
   while (ret >= 0) { 
    try { 
     ret = mInputStream.read(buffer); 
      
    } catch (IOException e) { 
     break; 
    } 
    switch (buffer[0]) { 
    case COMMAND_POSITION: 
     if (buffer[1] == TARGET_PIN) { 
      if (buffer[2] == COD_REQUEST) {  
      
 sendGeoPosition(COMMAND_POSITION,TARGET_PIN,10); 
      } 
     } 
     break; 
    case COMMAND_TEMPERATURE: 
     final StringBuilder textBuilder = new 
StringBuilder(); 
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     if (buffer[1] == TARGET_PIN) { 
       
       byte[] buffer_temp = new 
byte[buffer[2]]; 
       for(int k=3;k<buffer[2]+3;k++){ 
        buffer_temp[k-3] = buffer[k]; 
       } 
       final float temperatureValue = 
(((buffer_temp[0] & 0xFF) << 24) 
         + ((buffer_temp[1] & 
0xFF) << 16) 
         + ((buffer_temp[2] & 
0xFF) << 8) + ((buffer_temp[3] & 0xFF))) / 10; 
  
       String temperature = 
String.valueOf(temperatureValue); 
       final Float flot = 
Float.valueOf(temperatureValue); 
       final Double tempDouble = 
flot.doubleValue(); 
       textBuilder.append(temperature); 
       runOnUiThread(new Runnable() { 
         
        @Override 
        public void run() { 
          
        
 Toast.makeText(getBaseContext(), "TempDouble: "+tempDouble, 
Toast.LENGTH_SHORT).show(); 
         mTemperatureView 
          
 .setCurrrentTemperature(temperatureValue); 
        } 
  
       }); 
       IndicadorAmb ia = new IndicadorAmb(); 
       ia.setId_tipo_ind(1); 
       ia.setNombre("Temperatura"); 
       if(tempDouble!=null){ 
        ia.setValor(tempDouble); 
       } 
       else{ 
       
 ia.setValor(Double.valueOf(0.0)); 
       } 
       ia.setDescripcion("Temperatura 
sensada"); 
       saveContentProvider(ia); 
       
     } 
 
     break; 
    case COMMAND_TOXICITY: 
     final StringBuilder textBuilder1 = new 
StringBuilder(); 
     if (buffer[1] == TARGET_PIN) { 
       
       byte[] buffer_temp = new 
byte[buffer[2]]; 
       for(int k=3;k<buffer[2]+3;k++){ 
        buffer_temp[k-3] = buffer[k]; 
       } 
       final float toxicityValue = 
(((buffer_temp[0] & 0xFF) << 24) 
         + ((buffer_temp[1] & 
0xFF) << 16) 
         + ((buffer_temp[2] & 
0xFF) << 8) + ((buffer_temp[3] & 0xFF))) / 10; 
  
       String toxicity = 
String.valueOf(toxicityValue); 
       final Float flot = 
Float.valueOf(toxicityValue); 
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       final Double toxDouble = 
flot.doubleValue(); 
       textBuilder1.append(toxicity); 
       runOnUiThread(new Runnable() { 
  
        @Override 
        public void run() { 
        
 Toast.makeText(getBaseContext(), "ToxDouble: "+toxDouble, Toast.LENGTH_SHORT).show(); 
        
 mToxicityView.setCurrentToxicity(toxicityValue); 
        } 
  
       }); 
        
       IndicadorAmb ia = new IndicadorAmb(); 
       ia.setId_tipo_ind(4); 
       ia.setNombre("Toxicidad de Gases"); 
       if(toxDouble!=null){ 
        ia.setValor(toxDouble); 
       } 
       else{ 
       
 ia.setValor(Double.valueOf(0.0)); 
       } 
       ia.setDescripcion("Toxicidad 
sensada"); 
       saveContentProvider(ia); 
       
     } 
     break; 
    case COMMAND_HUMIDITY: 
     final StringBuilder textBuilder2 = new 
StringBuilder(); 
     if (buffer[1] == TARGET_PIN2) { 
       
       byte[] buffer_temp = new 
byte[buffer[2]]; 
       for(int k=3;k<buffer[2]+3;k++){ 
        buffer_temp[k-3] = buffer[k]; 
       } 
       final float humedityValue = 
(((buffer_temp[0] & 0xFF) << 24) 
         + ((buffer_temp[1] & 
0xFF) << 16) 
         + ((buffer_temp[2] & 
0xFF) << 8) + ((buffer_temp[3] & 0xFF))) / 10; 
  
       String humidity = 
String.valueOf(humedityValue); 
       final Float flot = 
Float.valueOf(humedityValue); 
       final Double humedityDouble = 
flot.doubleValue(); 
       textBuilder2.append(humidity); 
       runOnUiThread(new Runnable() { 
  
        @Override 
        public void run() { 
          
        
 Toast.makeText(getBaseContext(), "HumDouble: "+humedityDouble, 
Toast.LENGTH_SHORT).show(); 
        
 mHumedityView.setCurrentHumidity(humedityValue); 
        } 
  
       }); 
       IndicadorAmb ia = new IndicadorAmb(); 
       ia.setId_tipo_ind(3); 
       ia.setNombre("Humedad del ambiente"); 
       if(humedityDouble!=null){ 
        ia.setValor(humedityDouble); 
       } 
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       else{ 
       
 ia.setValor(Double.valueOf(0.0)); 
       } 
       ia.setDescripcion("Humedad sensada"); 
       saveContentProvider(ia); 
       
     } 
     break; 
    case COMMAND_DUST: 
     final StringBuilder textBuilder3 = new 
StringBuilder(); 
     if (buffer[1] == TARGET_PIN1) { 
       
       byte[] buffer_temp = new 
byte[buffer[2]]; 
       for(int k=3;k<buffer[2]+3;k++){ 
        buffer_temp[k-3] = buffer[k]; 
       } 
       final float pressureValue = 
(((buffer_temp[0] & 0xFF) << 24) 
         + ((buffer_temp[1] & 
0xFF) << 16) 
         + ((buffer_temp[2] & 
0xFF) << 8) + ((buffer_temp[3] & 0xFF))) / 10; 
  
       String pressure = 
String.valueOf(pressureValue); 
       final Float flot = 
Float.valueOf(pressureValue); 
       final Double pressureDouble = 
flot.doubleValue(); 
       textBuilder3.append(pressure); 
       runOnUiThread(new Runnable() { 
  
        @Override 
        public void run() { 
          
        
 Toast.makeText(getBaseContext(), "PresDouble: "+pressureDouble, 
Toast.LENGTH_SHORT).show(); 
        
 mPressureView.setCurrentPressure(pressureValue); 
        } 
  
       }); 
       IndicadorAmb ia = new IndicadorAmb(); 
       ia.setId_tipo_ind(2); 
       ia.setNombre("Presion del ambiente"); 
       if(pressureDouble!=null){ 
        ia.setValor(pressureDouble); 
       } 
       else{ 
       
 ia.setValor(Double.valueOf(0.0)); 
       } 
       ia.setDescripcion("Presion sensada"); 
       saveContentProvider(ia); 
       
     } 
     break; 
     
    default: 
     Log.d(TAG, "unknown msg: " + buffer[0]); 
     break; 
    } 
   } 
  } 
 
 }; 
  public void sendGeoPosition(byte command, byte target, int length){ 
   
      Integer latitudInt =0; 
      Integer longitudInt =0; 
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      Integer sigLatitud =0; 
      Integer sigLongitud =0; 
      if(latitud>0){ 
       Double lat = latitud * 10000000; 
       latitudInt = lat.intValue(); 
      } 
      else{ 
       Double lat = latitud *(-1) * 10000000; 
       latitudInt = lat.intValue(); 
       sigLatitud =1; 
      } 
      if(longitud>0){ 
       Double lon = longitud * 10000000; 
       longitudInt = lon.intValue(); 
      }else{ 
       Double lon = longitud *(-1)* 10000000; 
       longitudInt = lon.intValue(); 
       sigLongitud =1; 
      } 
       
   byte[] buffer = new byte[3+length]; 
   buffer[0] = command; 
   buffer[1] = target; 
   buffer[2] = (byte)length; 
   buffer[3] = (byte) sigLatitud.byteValue(); 
   buffer[4] = (byte) ((latitudInt >>24) & 0xff); 
   buffer[5] = (byte) ((latitudInt >>16) & 0xff); 
   buffer[6] = (byte) ((latitudInt >>8 ) & 0xff); 
   buffer[7] = (byte) ((latitudInt) & 0xff); 
   buffer[8] = (byte) sigLongitud.byteValue(); 
   buffer[9] = (byte) ((longitudInt >>24) & 0xff); 
   buffer[10]= (byte) ((longitudInt >>16) & 0xff); 
   buffer[11]= (byte) ((longitudInt >>8) & 0xff); 
   buffer[12]= (byte) ((longitudInt) & 0xff); 
   
   if(mOutputStream != null){ 
    try{ 
    mOutputStream.write(buffer); 
    } 
    catch(IOException e){ 
     Log.e(TAG,"write failed",e); 
    } 
   } 
 } 
   
 public void saveContentProvider(IndicadorAmb ia){ 
  Uri uri =cr.insert(IndicadorAmbientalDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesIndicadorAmb(ia)); 
  String idIA =uri.getLastPathSegment(); 
  long idia= Long.valueOf(idIA); 
  Localidad loc = new Localidad(); 
  loc.setId_UM(1); 
  loc.setLatitud(latitud); 
  loc.setLongitud(longitud); 
  loc.setDescripcion("Latitud: "+latitud +"Longitud: "+longitud ); 
  loc.setId_tip_loc(1); 
  loc.setAltitud(Double.valueOf(0.0)); 
  loc.setLocalidad("Latitud: "+latitud +"Longitud: "+longitud); 
  loc.setNombre("Localidad: "+"+Latitud: "+latitud +"Longitud: "+longitud); 
  Uri uri1 =cr.insert(LocalidadDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesLocalidad(loc)); 
  String idLoc =uri1.getLastPathSegment(); 
  long idloc = Long.valueOf(idLoc); 
   
  Date fechaDate = new Date(); 
  Calendar calendar = Calendar.getInstance(); 
  calendar.setTime(fechaDate); 
  int anio = calendar.get(Calendar.YEAR); 
  int hours = calendar.get(Calendar.HOUR_OF_DAY); 
  int minutes = calendar.get(Calendar.MINUTE); 
  int seconds = calendar.get(Calendar.SECOND); 
  int mes = calendar.get(Calendar.MONTH) +1; 
  int dia = calendar.get(Calendar.DAY_OF_MONTH); 
  int semana = calendar.get(Calendar.WEEK_OF_MONTH); 
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  int trimestre=0; 
  if(0<mes && mes<4){ 
   trimestre=1; 
  } 
  else if(3<mes&& mes<7){ 
   trimestre=2; 
  } 
  else if(6<mes && mes<10){ 
   trimestre=3; 
  } 
  else if(9<mes && mes<13){ 
   trimestre=4; 
  } 
  Tiempo tiem = new Tiempo(); 
  tiem.setAnio(anio); 
  tiem.setDia_semana(dia); 
  tiem.setMes(mes); 
  tiem.setHora(hours); 
  tiem.setMinutos(minutes); 
  tiem.setSegundos(seconds); 
  tiem.setTrimestre(trimestre); 
  tiem.setSemana(semana); 
  Uri uri2 =cr.insert(TiempoDTO.CONTENT_URI, 
DatabaseManager.generarContentValuesTiempo(tiem)); 
  String idTiem =uri2.getLastPathSegment(); 
  long idtiem = Long.valueOf(idTiem); 
  CondicionAmbiental cond = new CondicionAmbiental(); 
  Long lidia= Long.valueOf(idia); 
  Long lidloc = Long.valueOf(idloc); 
  Long lidtiem = Long.valueOf(idtiem); 
  cond.setId_ind_amb(lidia.intValue()); 
  cond.setId_localidad(lidloc.intValue()); 
  cond.setId_tiempo(lidtiem.intValue()); 
  cond.setFecha(fechaDate); 





 public void onLocationChanged(Location location) { 
  latitud = location.getLatitude(); 




 public void onConnectionFailed(ConnectionResult result) { 




 public void onConnected(Bundle connectionHint) { 





 public void onConnectionSuspended(int cause) { 






Clase de vista PressureView.java , encargada de mostrar la vista del valor de la variable 
ambiental Polvo según lo valores enviados por el Arduino ADK, esta vista además cambia el 














public class PressureView  extends View{ 
 private float mCurrentPressure; 
 private Paint mTextPaint = new Paint(); 
 private Paint mPressurePaint = new Paint(); 
 private RectF mPressureOval = new RectF(); 
 private RectF mPressureRect = new RectF(); 
  
 private int mAvailableWidth; 
 private int mAvailableHeight; 
 private final float mDeviceDensity; 
 private int mOvalLeftBorder; 
 private int mOvalRightBorder; 
 private int mOvalTopBorder; 
 private int mOvalBottomBorder; 
  
 private int mRectLeftBorder; 
 private int mRectRightBorder; 
 private int mRectTopBorder; 
 private int mRectBottomBorder; 
 
 public PressureView(Context context, AttributeSet attrs) { 
  super(context, attrs); 
  mTextPaint.setColor(Color.BLACK); 
  mPressurePaint.setColor(Color.BLUE); 
  mDeviceDensity = getResources().getDisplayMetrics().density; 
  TypedArray attributeArray = context.obtainStyledAttributes(attrs, 
    R.styleable.temperature_view_attributes); 
  int textSize = 
attributeArray.getInt(R.styleable.temperature_view_attributes_textSize,18); 
  textSize =(int) (textSize * mDeviceDensity + 0.5f); 




 protected void onMeasure(int widthMeasureSpec, int heightMeasureSpec) { 
  super.onMeasure(widthMeasureSpec, heightMeasureSpec); 
  mAvailableWidth = getMeasuredWidth(); 
  mAvailableHeight = getMeasuredHeight(); 
   
  mOvalLeftBorder = (mAvailableWidth/2)-(mAvailableWidth/10); 
  mOvalTopBorder = (mAvailableHeight) - (mAvailableHeight/10) -
(mAvailableWidth/5); 
  mOvalRightBorder = (mAvailableWidth/2) +(mAvailableWidth/10); 
  mOvalBottomBorder = (mAvailableHeight)-(mAvailableHeight/10); 
  mPressureOval.set(mOvalLeftBorder, mOvalTopBorder,mOvalRightBorder , 
mOvalBottomBorder); 
  mRectLeftBorder = (mAvailableWidth /2)- (mAvailableWidth/15); 
  mRectRightBorder = (mAvailableWidth/2) +(mAvailableWidth/15); 
  mRectBottomBorder = mOvalBottomBorder -((mOvalBottomBorder - 
mOvalTopBorder)/2); 
   
 } 
  
 public void setCurrentPressure(float currentPressure){ 
  this.mCurrentPressure = currentPressure; 
  float PressureRectTop = mCurrentPressure; 
  if(PressureRectTop <0){ 
   PressureRectTop = 0; 
  } 
  else if(PressureRectTop>100){ 
   PressureRectTop =100; 
  } 
  mRectTopBorder =(int) (mRectBottomBorder - 
(PressureRectTop*(mAvailableHeight/50))); 
  mPressureRect.set(mRectLeftBorder, mRectTopBorder, mRectRightBorder, 
mRectBottomBorder); 





 protected void onDraw(Canvas canvas) { 
  super.onDraw(canvas); 
  canvas.drawOval(mPressureOval, mPressurePaint); 
  canvas.drawRect(mPressureRect, mPressurePaint); 
  canvas.drawText("Dust: " +String.valueOf(mCurrentPressure)+"pcs/0.01cf", 




Clase de vista TemperatureView.java , encargada de mostrar la vista del valor de la variable 
ambiental Temperatura según lo valores enviados por el Arduino ADK, esta vista además cambia 














public class TemperatureView extends View{ 
 private float mCurrentTemperature; 
 private Paint mTextPaint = new Paint(); 
 private Paint mThermometerPaint = new Paint(); 
 private RectF mThermometerOval = new RectF(); 
 private RectF mThermometerRect = new RectF(); 
  
 private int mAvailableWidth; 
 private int mAvailableHeight; 
 private final float mDeviceDensity; 
 private int mOvalLeftBorder; 
 private int mOvalRightBorder; 
 private int mOvalTopBorder; 
 private int mOvalBottomBorder; 
  
 private int mRectLeftBorder; 
 private int mRectRightBorder; 
 private int mRectTopBorder; 
 private int mRectBottomBorder; 
 
 public TemperatureView(Context context, AttributeSet attrs) { 
  super(context, attrs); 
  mTextPaint.setColor(Color.BLACK); 
  mThermometerPaint.setColor(Color.RED); 
  mDeviceDensity = getResources().getDisplayMetrics().density; 
  TypedArray attributeArray = context.obtainStyledAttributes(attrs, 
    R.styleable.temperature_view_attributes); 
  int textSize = 
attributeArray.getInt(R.styleable.temperature_view_attributes_textSize,18); 
  textSize =(int) (textSize * mDeviceDensity + 0.5f); 




 protected void onMeasure(int widthMeasureSpec, int heightMeasureSpec) { 
  super.onMeasure(widthMeasureSpec, heightMeasureSpec); 
  mAvailableWidth = getMeasuredWidth(); 
  mAvailableHeight = getMeasuredHeight(); 
   
  mOvalLeftBorder = (mAvailableWidth/2)-(mAvailableWidth/10); 
  mOvalTopBorder = (mAvailableHeight) - (mAvailableHeight/10) -
(mAvailableWidth/5); 
  mOvalRightBorder = (mAvailableWidth/2) +(mAvailableWidth/10); 
  mOvalBottomBorder = (mAvailableHeight)-(mAvailableHeight/10); 
  mThermometerOval.set(mOvalLeftBorder, mOvalTopBorder,mOvalRightBorder , 
mOvalBottomBorder); 
  mRectLeftBorder = (mAvailableWidth /2)- (mAvailableWidth/15); 
  mRectRightBorder = (mAvailableWidth/2) +(mAvailableWidth/15); 
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  mRectBottomBorder = mOvalBottomBorder -((mOvalBottomBorder - 
mOvalTopBorder)/2); 
   
 } 
  
 public void setCurrrentTemperature(float currentTemperature){ 
  this.mCurrentTemperature = currentTemperature; 
  float thermometerRectTop = mCurrentTemperature; 
  if(thermometerRectTop <0){ 
   thermometerRectTop = 0; 
  } 
  else if(thermometerRectTop>100){ 
   thermometerRectTop =100; 
  } 
  mRectTopBorder =(int) (mRectBottomBorder - 
(thermometerRectTop*(mAvailableHeight/50))); 
  mThermometerRect.set(mRectLeftBorder, mRectTopBorder, mRectRightBorder, 
mRectBottomBorder); 




 protected void onDraw(Canvas canvas) { 
  super.onDraw(canvas); 
  canvas.drawOval(mThermometerOval, mThermometerPaint); 
  canvas.drawRect(mThermometerRect, mThermometerPaint); 
  canvas.drawText("Temperature: " +String.valueOf(mCurrentTemperature)+"C", 





Clase de vista ToxicityView.java , encargada de mostrar la vista del valor de la variable 
ambiental CO2 según lo valores enviados por el Arduino ADK, esta vista además cambia el 














public class ToxicityView extends View{ 
 private float mCurrentToxicity; 
 private Paint mTextPaint = new Paint(); 
 private Paint mToxicityPaint = new Paint(); 
 private RectF mToxicityOval = new RectF(); 
 private RectF mToxicityRect = new RectF(); 
  
 private int mAvailableWidth; 
 private int mAvailableHeight; 
 private final float mDeviceDensity; 
 private int mOvalLeftBorder; 
 private int mOvalRightBorder; 
 private int mOvalTopBorder; 
 private int mOvalBottomBorder; 
  
 private int mRectLeftBorder; 
 private int mRectRightBorder; 
 private int mRectTopBorder; 
 private int mRectBottomBorder; 
 
 public ToxicityView(Context context, AttributeSet attrs) { 
  super(context, attrs); 
  mTextPaint.setColor(Color.BLACK); 
  mToxicityPaint.setColor(Color.GRAY); 
  mDeviceDensity = getResources().getDisplayMetrics().density; 
  TypedArray attributeArray = context.obtainStyledAttributes(attrs, 
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    R.styleable.temperature_view_attributes); 
  int textSize = 
attributeArray.getInt(R.styleable.temperature_view_attributes_textSize,18); 
  textSize =(int) (textSize * mDeviceDensity + 0.5f); 




 protected void onMeasure(int widthMeasureSpec, int heightMeasureSpec) { 
  super.onMeasure(widthMeasureSpec, heightMeasureSpec); 
  mAvailableWidth = getMeasuredWidth(); 
  mAvailableHeight = getMeasuredHeight(); 
   
  mOvalLeftBorder = (mAvailableWidth/2)-(mAvailableWidth/10); 
  mOvalTopBorder = (mAvailableHeight) - (mAvailableHeight/10) -
(mAvailableWidth/5); 
  mOvalRightBorder = (mAvailableWidth/2) +(mAvailableWidth/10); 
  mOvalBottomBorder = (mAvailableHeight)-(mAvailableHeight/10); 
  mToxicityOval.set(mOvalLeftBorder, mOvalTopBorder,mOvalRightBorder , 
mOvalBottomBorder); 
  mRectLeftBorder = (mAvailableWidth /2)- (mAvailableWidth/15); 
  mRectRightBorder = (mAvailableWidth/2) +(mAvailableWidth/15); 
  mRectBottomBorder = mOvalBottomBorder -((mOvalBottomBorder - 
mOvalTopBorder)/2); 
   
 } 
  
 public void setCurrentToxicity(float currentToxicity){ 
  this.mCurrentToxicity = currentToxicity; 
  float ToxicityRectTop = mCurrentToxicity; 
  if(ToxicityRectTop <0){ 
   ToxicityRectTop = 0; 
  } 
  else if(ToxicityRectTop>100){ 
   ToxicityRectTop =100; 
  } 
  mRectTopBorder =(int) (mRectBottomBorder - 
(ToxicityRectTop*(mAvailableHeight/50))); 
  mToxicityRect.set(mRectLeftBorder, mRectTopBorder, mRectRightBorder, 
mRectBottomBorder); 




 protected void onDraw(Canvas canvas) { 
  super.onDraw(canvas); 
  canvas.drawOval(mToxicityOval, mToxicityPaint); 
  canvas.drawRect(mToxicityRect, mToxicityPaint); 
  canvas.drawText("Toxicity: " +String.valueOf(mCurrentToxicity)+"ppm", 




Clase CondicionAmbientalDTO.java , define un objeto DTO que almacena la información necesaria 










public class CondicionAmbientalDTO { 
 public static final String TABLE_NAME = "condicion"; 
 public static final String ID     ="id_cond_amb"; 
 public static final String NAME= "nombre"; 
 public static final String DESCRIPCION     ="descripcion"; 
 public static final String ID_TIEMPO     ="id_tiempo"; 
 public static final String ID_LOCALIDAD  ="id_localidad"; 
 public static final String ID_INDICADOR = "id_indicador_amb"; 
 public static final String FECHA = "fecha"; 
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 public static final Uri CONTENT_URI = 
Uri.parse("content://"+SQLiteGanymedeCP.AUTHORITY+"/CondicionAmbiental"); 
 public static final String CONTENT_TYPE = 
"vnd.android.cursor.dir/vnd.ganymede.CondicionAmbiental"; 
 public static final String CONTENT_ITEM_TYPE = 
"vnd.android.cursor.item/vnd.ganymede.CondicionAmbiental"; 




Clase IndicadorAmbientalDTO.java , define un objeto DTO que almacena la información necesaria 









public class IndicadorAmbientalDTO { 
 public static final String TABLE_NAME = "indicador"; 
 public static final String ID_INDICADOR     ="id_indicador_amb"; 
 public static final String NAME= "nombre"; 
 public static final String DESCRIPCION     ="descripcion"; 
 public static final String VALOR     ="valor"; 
 public static final String ID_TIPO      = "id_tipo_indicador"; 
 public static final Uri CONTENT_URI = 
Uri.parse("content://"+SQLiteGanymedeCP.AUTHORITY+"/IndicadorAmbiental"); 
 public static final String CONTENT_TYPE = 
"vnd.android.cursor.dir/vnd.ganymede.IndicadorAmbiental"; 
 public static final String CONTENT_ITEM_TYPE = 
"vnd.android.cursor.item/vnd.ganymede.IndicadorAmbiental"; 
 public static final int SSID_PATH_POSITION = 1;  
} 
/* 
Clase LocalidadDTO.java , define un objeto DTO que almacena la información necesaria para 









public class LocalidadDTO { 
 public static final String TABLE_NAME = "localidad"; 
 public static final String ID_LOCALIDAD     ="id_localidad"; 
 public static final String NAME= "nombre"; 
 public static final String DESCRIPCION     ="descripcion"; 
 public static final String LOCALIZACION     ="localizacion"; 
 public static final String ID_UM     ="id_unidad_minera"; 
 public static final String ID_TIPO = "id_tipo_localidad"; 
 public static final String LATITUD = "latitud"; 
 public static final String LONGITUD = "longitud"; 
 public static final String ALTITUD = "altitud"; 
 public static final Uri CONTENT_URI = 
Uri.parse("content://"+SQLiteGanymedeCP.AUTHORITY+"/Localidad"); 
 public static final String CONTENT_TYPE = 
"vnd.android.cursor.dir/vnd.ganymede.Localidad"; 
 public static final String CONTENT_ITEM_TYPE = 
"vnd.android.cursor.item/vnd.ganymede.Localidad"; 
 public static final int SSID_PATH_POSITION = 1;  
} 
/* 
Clase TiempoDTO.java , define un objeto DTO que almacena la información necesaria para definir 










public class TiempoDTO { 
  
 public static final String TABLE_NAME = "tiempo"; 
 public static final String ID_TIEMPO= "id_tiempo"; 
 public static final String DIA     ="dia"; 
 public static final String MES     ="mes"; 
 public static final String ANIO     ="anio"; 
 public static final String HORA     ="hora"; 
 public static final String MINUTOS     ="minutos"; 
 public static final String SEGUNDOS     ="segundos"; 
 public static final Uri CONTENT_URI = 
Uri.parse("content://"+SQLiteGanymedeCP.AUTHORITY+"/Tiempo"); 
 public static final String CONTENT_TYPE = 
"vnd.android.cursor.dir/vnd.ganymede.Tiempo"; 
 public static final String CONTENT_ITEM_TYPE = 
"vnd.android.cursor.item/vnd.ganymede.Tiempo"; 




Clase TipoIndicadorDTO.java , define un objeto DTO que almacena la información necesaria para 








public class TipoIndicadorDTO { 
 public static final String TABLE_NAME = "tipo_indicador"; 
 public static final String ID     ="id_tipo_indicador"; 
 public static final String DESCRIPCION     ="descripcion"; 
 public static final String UNIDAD     ="unidad"; 
 public static final String NAME= "nombre"; 
 public static final Uri CONTENT_URI = 
Uri.parse("content://"+SQLiteGanymedeCP.AUTHORITY+"/TipoIndicador"); 
 public static final String CONTENT_TYPE = 
"vnd.android.cursor.dir/vnd.ganymede.TipoIndicador"; 
 public static final String CONTENT_ITEM_TYPE = 
"vnd.android.cursor.item/vnd.ganymede.TipoIndicador"; 




Clase de vista TipoLocalidadDTO.java , define un objeto DTO con la capacidad de ser 
transferido con la finalidad de enviarse hasta la capa de acceso de datos y tranferir su 
información al content provider donde se encuentra la memoria compartida. Este representa a un 









public class TipoLocalidadDTO { 
 public static final String TABLE_NAME = "tipo_localidad"; 
 public static final String ID     ="id_tipo_localidad"; 
 public static final String NAME= "nombre"; 
 public static final String VALOR     ="valor"; 
 public static final String DESCRIPCION     ="descripcion"; 
 public static final Uri CONTENT_URI = 
Uri.parse("content://"+SQLiteGanymedeCP.AUTHORITY+"/TipoLocalidad"); 
 public static final String CONTENT_TYPE = 
"vnd.android.cursor.dir/vnd.ganymede.TipoLocalidad"; 
 public static final String CONTENT_ITEM_TYPE = 
"vnd.android.cursor.item/vnd.ganymede.TipoLocalidad"; 





Clase UnidadMineraDTO.java , define un objeto DTO que almacena la información necesaria para 









public class UnidadMineraDTO { 
 public static final String TABLE_NAME = "unidad_minera"; 
 public static final String ID     ="id_unidad_minera"; 
 public static final String NAME= "nombre"; 
 public static final String DESCRIPCION     ="descripcion"; 
 public static final String LOCALIZACION     ="localizacion"; 
 public static final Uri CONTENT_URI = 
Uri.parse("content://"+SQLiteGanymedeCP.AUTHORITY+"/UnidadMinera"); 
 public static final String CONTENT_TYPE = 
"vnd.android.cursor.dir/vnd.ganymede.UnidadMinera"; 
 public static final String CONTENT_ITEM_TYPE = 
"vnd.android.cursor.item/vnd.ganymede.UnidadMinera"; 




Clase UsuarioDTO.java , define un objeto DTO que almacena la información necesaria para 









public class UsuarioDTO { 
 public static final String TABLE_NAME = "usuario"; 
 public static final String ID     ="id"; 
 public static final String NAME= "nombre"; 
 public static final String EMAIL     ="email"; 
 public static final String TELEFONO     ="telefono"; 
 public static final String AP_PATERNO     ="apellido_paterno"; 
 public static final String AP_MATERNO = "apellido_materno"; 
 public static final String COD_USUARIO     ="codigo"; 
 public static final String PASSWORD = "password"; 
 public static final String COD_REGCREA = "codigo_regcrea"; 
 public static final String FECH_CREA = "fecha_crea"; 
 public static final String COD_REGMODI = "codigo_regmodi"; 
 public static final String FECH_MODI = "fecha_modi"; 
 public static final String ID_UM = "id_um"; 
 public static final Uri CONTENT_URI = 
Uri.parse("content://"+SQLiteGanymedeCP.AUTHORITY+"/Usuario"); 
 public static final String CONTENT_TYPE = 
"vnd.android.cursor.dir/vnd.ganymede.Usuario"; 
 public static final String CONTENT_ITEM_TYPE = 
"vnd.android.cursor.item/vnd.ganymede.Usuario"; 




Clase CondicionAmbiental.java , define un objeto Bean con la capacidad de ser transferido 
hasta la capa de acceso de datos y tranferir su información al content provider donde se 








public class CondicionAmbiental implements Serializable{ 
 /** 
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  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Integer id_Cond_Amb; 
 private Integer id_ind_amb ; 
 private Integer id_localidad; 
 private Integer id_tiempo; 
 private String descripcion; 
 private Date fecha; 
  
 public Integer getId_ind_amb() { 
  return id_ind_amb; 
 } 
 public void setId_ind_amb(Integer id_ind_amb) { 
  this.id_ind_amb = id_ind_amb; 
 } 
 public Integer getId_localidad() { 
  return id_localidad; 
 } 
 public void setId_localidad(Integer id_localidad) { 
  this.id_localidad = id_localidad; 
 } 
 public Integer getId_tiempo() { 
  return id_tiempo; 
 } 
 public void setId_tiempo(Integer id_tiempo) { 
  this.id_tiempo = id_tiempo; 
 } 
 public String getDescripcion() { 
  return descripcion; 
 } 
 public void setDescripcion(String descripcion) { 
  this.descripcion = descripcion; 
 } 
 public Date getFecha() { 
  return fecha; 
 } 
 public void setFecha(Date fecha) { 
  this.fecha = fecha; 
 } 
 public Integer getId_Cond_Amb() { 
  return id_Cond_Amb; 
 } 
 public void setId_Cond_Amb(Integer id_Cond_Amb) { 







Clase IndicadorAmb.java , define un objeto Bean con la capacidad de ser transferido hasta la 
capa de acceso de datos y tranferir su información al content provider donde se encuentra la 







public class IndicadorAmb implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Integer id_ind_amb ; 
 private Double valor; 
 private Integer id_tipo_ind; 
 private String descripcion; 
 private String nombre; 
 public Integer getId_ind_amb() { 
  return id_ind_amb; 
 } 
 public void setId_ind_amb(Integer id_ind_amb) { 
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  this.id_ind_amb = id_ind_amb; 
 } 
 public Double getValor() { 
  return valor; 
 } 
 public void setValor(Double valor) { 
  this.valor = valor; 
 } 
 public Integer getId_tipo_ind() { 
  return id_tipo_ind; 
 } 
 public void setId_tipo_ind(Integer id_tipo_ind) { 
  this.id_tipo_ind = id_tipo_ind; 
 } 
 public String getDescripcion() { 
  return descripcion; 
 } 
 public void setDescripcion(String descripcion) { 
  this.descripcion = descripcion; 
 } 
 public String getNombre() { 
  return nombre; 
 } 
 public void setNombre(String nombre) { 









Clase Localidad.java , define un objeto Bean con la capacidad de ser transferido hasta la capa 
de acceso de datos y tranferir su información al content provider donde se encuentra la 







public class Localidad implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Integer id_localidad; 
 private String nombre; 
 private String descripcion; 
 private Integer id_UM; 
 private Integer id_tip_loc; 
 private String localidad; 
 private Double latitud; 
 private Double longitud; 
 private Double altitud; 
 public Integer getId_localidad() { 
  return id_localidad; 
 } 
 public void setId_localidad(Integer id_localidad) { 
  this.id_localidad = id_localidad; 
 } 
 public String getNombre() { 
  return nombre; 
 } 
 public void setNombre(String nombre) { 
  this.nombre = nombre; 
 } 
 public String getDescripcion() { 
  return descripcion; 
 } 
 public void setDescripcion(String descripcion) { 
  this.descripcion = descripcion; 
 } 
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 public Integer getId_UM() { 
  return id_UM; 
 } 
 public void setId_UM(Integer id_UM) { 
  this.id_UM = id_UM; 
 } 
 public Integer getId_tip_loc() { 
  return id_tip_loc; 
 } 
 public void setId_tip_loc(Integer id_tip_loc) { 
  this.id_tip_loc = id_tip_loc; 
 } 
 public String getLocalidad() { 
  return localidad; 
 } 
 public void setLocalidad(String localidad) { 
  this.localidad = localidad; 
 } 
 public Double getLatitud() { 
  return latitud; 
 } 
 public void setLatitud(Double latitud) { 
  this.latitud = latitud; 
 } 
 public Double getLongitud() { 
  return longitud; 
 } 
 public void setLongitud(Double longitud) { 
  this.longitud = longitud; 
 } 
 public Double getAltitud() { 
  return altitud; 
 } 
 public void setAltitud(Double altitud) { 





Clase Tiempo.java , define un objeto Bean con la capacidad de ser transferido hasta la capa de 
acceso de datos y tranferir su información al content provider donde se encuentra la memoria 







public class Tiempo  implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Integer id_tiempo; 
 private Integer  anio; 
 private Integer trimestre; 
 private Integer mes; 
 private Integer semana; 
 private Integer dia_semana; 
 private Integer hora; 
 private Integer minutos; 
 private Integer segundos; 
 public Integer getId_tiempo() { 
  return id_tiempo; 
 } 
 public void setId_tiempo(Integer id_tiempo) { 
  this.id_tiempo = id_tiempo; 
 } 
 public Integer getAnio() { 
  return anio; 
 } 
 public void setAnio(Integer anio) { 
  this.anio = anio; 
 } 
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 public Integer getTrimestre() { 
  return trimestre; 
 } 
 public void setTrimestre(Integer trimestre) { 
  this.trimestre = trimestre; 
 } 
 public Integer getMes() { 
  return mes; 
 } 
 public void setMes(Integer mes) { 
  this.mes = mes; 
 } 
 public Integer getSemana() { 
  return semana; 
 } 
 public void setSemana(Integer semana) { 
  this.semana = semana; 
 } 
 public Integer getDia_semana() { 
  return dia_semana; 
 } 
 public void setDia_semana(Integer dia_semana) { 
  this.dia_semana = dia_semana; 
 } 
 public Integer getHora() { 
  return hora; 
 } 
 public void setHora(Integer hora) { 
  this.hora = hora; 
 } 
 public Integer getMinutos() { 
  return minutos; 
 } 
 public void setMinutos(Integer minutos) { 
  this.minutos = minutos; 
 } 
 public Integer getSegundos() { 
  return segundos; 
 } 
 public void setSegundos(Integer segundos) { 







Clase TipoIndicadorAmb.java , define un objeto Bean con la capacidad de ser transferido hasta 
la capa de acceso de datos y tranferir su información al content provider donde se encuentra 







public class TipoIndicadorAmb implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Integer id ; 
 private String descripcion; 
 private String unidad; 
 private String name; 
  
 public Integer getId() { 
  return id; 
 } 
 public void setId(Integer id) { 
  this.id = id; 
 } 
 public String getDescripcion() { 
  return descripcion; 
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 } 
 public void setDescripcion(String descripcion) { 
  this.descripcion = descripcion; 
 } 
 public String getUnidad() { 
  return unidad; 
 } 
 public void setUnidad(String unidad) { 
  this.unidad = unidad; 
 } 
 public String getName() { 
  return name; 
 } 
 public void setName(String name) { 






Clase TipoLocalidad.java , define un objeto Bean con la capacidad de ser transferido hasta la 
capa de acceso de datos y tranferir su información al content provider donde se encuentra la 







public class TipoLocalidad implements Serializable{ 
  
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 public Integer id; 
 public String name; 
 public Integer valor; 
 public String descripcion; 
 public Integer getId() { 
  return id; 
 } 
 public void setId(Integer id) { 
  this.id = id; 
 } 
 public String getName() { 
  return name; 
 } 
 public void setName(String name) { 
  this.name = name; 
 } 
 public Integer getValor() { 
  return valor; 
 } 
 public void setValor(Integer valor) { 
  this.valor = valor; 
 } 
 public String getDescripcion() { 
  return descripcion; 
 } 
 public void setDescripcion(String descripcion) { 







Clase UnidadMinera.java , define un objeto Bean con la capacidad de ser transferido hasta la 
capa de acceso de datos y tranferir su información al content provider donde se encuentra la 








public class UnidadMinera implements Serializable{ 
  
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Integer id ; 
 private String name; 
 private String descripcion; 
 private String localizacion; 
  
  
 public Integer getId() { 
  return id; 
 } 
 public void setId(Integer id) { 
  this.id = id; 
 } 
 public String getName() { 
  return name; 
 } 
 public void setName(String name) { 
  this.name = name; 
 } 
 public String getDescripcion() { 
  return descripcion; 
 } 
 public void setDescripcion(String descripcion) { 
  this.descripcion = descripcion; 
 } 
 public String getLocalizacion() { 
  return localizacion; 
 } 
 public void setLocalizacion(String localizacion) { 







Clase Usuario.java , define un objeto Bean con la capacidad de ser transferido hasta la capa 
de acceso de datos y tranferir su información al content provider donde se encuentra la 







public class Usuario implements Serializable{ 
  
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private   Integer id ; 
 private   String name; 
 private   String email; 
 private   String telefono; 
 private   String ap_paterno; 
 private   String ap_materno; 
 private   String cod_usuario   ; 
 private   String password ; 
 private   String cod_regcrea ; 
 private   String fech_crea ; 
 private   String cod_regmodi ; 
 private   String fech_modi ; 
 private   Integer id_um ; 
 public Integer getId() { 
  return id; 
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 } 
 public void setId(Integer id) { 
  this.id = id; 
 } 
 public String getName() { 
  return name; 
 } 
 public void setName(String name) { 
  this.name = name; 
 } 
 public String getEmail() { 
  return email; 
 } 
 public void setEmail(String email) { 
  this.email = email; 
 } 
 public String getTelefono() { 
  return telefono; 
 } 
 public void setTelefono(String telefono) { 
  this.telefono = telefono; 
 } 
 public String getAp_paterno() { 
  return ap_paterno; 
 } 
 public void setAp_paterno(String ap_paterno) { 
  this.ap_paterno = ap_paterno; 
 } 
 public String getAp_materno() { 
  return ap_materno; 
 } 
 public void setAp_materno(String ap_materno) { 
  this.ap_materno = ap_materno; 
 } 
 public String getCod_usuario() { 
  return cod_usuario; 
 } 
 public void setCod_usuario(String cod_usuario) { 
  this.cod_usuario = cod_usuario; 
 } 
 public String getPassword() { 
  return password; 
 } 
 public void setPassword(String password) { 
  this.password = password; 
 } 
 public String getCod_regcrea() { 
  return cod_regcrea; 
 } 
 public void setCod_regcrea(String cod_regcrea) { 
  this.cod_regcrea = cod_regcrea; 
 } 
 public String getFech_crea() { 
  return fech_crea; 
 } 
 public void setFech_crea(String fech_crea) { 
  this.fech_crea = fech_crea; 
 } 
 public String getCod_regmodi() { 
  return cod_regmodi; 
 } 
 public void setCod_regmodi(String cod_regmodi) { 
  this.cod_regmodi = cod_regmodi; 
 } 
 public String getFech_modi() { 
  return fech_modi; 
 } 
 public void setFech_modi(String fech_modi) { 
  this.fech_modi = fech_modi; 
 } 
 public Integer getId_um() { 
  return id_um; 
 } 
 public void setId_um(Integer id_um) { 
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Clase DatabaseManager.java , define la clase manager que gestiona toda la definición de la 
base de datos SQLite, desde la creación, asi como los métodos que ejecutan la transacciones y 































public class DatabaseManager { 
 private SQLiteGanymedeCP contentProvider; 
 private SQLiteDatabase db; 
 public static final String  CREATE_TABLE_TIEMPO ="CREATE TABLE "+ 
TiempoDTO.TABLE_NAME+" (" 
            + TiempoDTO.ID_TIEMPO + " INTEGER PRIMARY KEY AUTOINCREMENT," 
            + TiempoDTO.ANIO + " INTEGER," 
            + TiempoDTO.DIA + " INTEGER," 
            + TiempoDTO.HORA + " INTEGER," 
            + TiempoDTO.MES + " INTEGER," 
            + TiempoDTO.MINUTOS + " INTEGER," 
            + TiempoDTO.SEGUNDOS + " INTEGER);"; 
 public static final String  CREATE_TABLE_LOCALIDAD ="CREATE TABLE "+ 
LocalidadDTO.TABLE_NAME+" (" 
            + LocalidadDTO.ID_LOCALIDAD + " INTEGER PRIMARY KEY AUTOINCREMENT," 
            + LocalidadDTO.DESCRIPCION + " TEXT," 
            + LocalidadDTO.LOCALIZACION + " TEXT," 
            + LocalidadDTO.LATITUD + " REAL," 
            + LocalidadDTO.LONGITUD + " REAL," 
            + LocalidadDTO.ALTITUD + " REAL," 
            + LocalidadDTO.ID_UM + " INTEGER references 
"+UnidadMineraDTO.TABLE_NAME+"("+UnidadMineraDTO.ID+")," 
            + LocalidadDTO.ID_TIPO + " INTEGER references 
"+TipoLocalidadDTO.TABLE_NAME+"("+TipoLocalidadDTO.ID+"));"; 
 public static final String  CREATE_TABLE_INDICADOR_AMB ="CREATE TABLE "+ 
IndicadorAmbientalDTO.TABLE_NAME+" (" 
            + IndicadorAmbientalDTO.ID_INDICADOR + " INTEGER PRIMARY KEY AUTOINCREMENT," 
            + IndicadorAmbientalDTO.VALOR + " REAL," 
            + IndicadorAmbientalDTO.NAME + "  TEXT," 
            + IndicadorAmbientalDTO.DESCRIPCION + " TEXT," 
            + IndicadorAmbientalDTO.ID_TIPO + " INTEGER references 
"+TipoIndicadorDTO.TABLE_NAME+"("+TipoIndicadorDTO.ID+"));"; 
 public static final String  CREATE_TABLE_CONDICION_AMB="CREATE TABLE "+ 
CondicionAmbientalDTO.TABLE_NAME+" (" 
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            + CondicionAmbientalDTO.ID + " INTEGER PRIMARY KEY AUTOINCREMENT," 
            + CondicionAmbientalDTO.ID_INDICADOR + " INTEGER references 
"+IndicadorAmbientalDTO.TABLE_NAME+"("+IndicadorAmbientalDTO.ID_INDICADOR+")," 
            + CondicionAmbientalDTO.ID_LOCALIDAD + " INTEGER references 
"+LocalidadDTO.TABLE_NAME+"("+LocalidadDTO.ID_LOCALIDAD+")," 
            + CondicionAmbientalDTO.ID_TIEMPO +  " INTEGER references 
"+TiempoDTO.TABLE_NAME+"("+TiempoDTO.ID_TIEMPO+")," 
            + CondicionAmbientalDTO.DESCRIPCION + " TEXT," 
            + CondicionAmbientalDTO.FECHA + " TEXT);"; 
 public static final String  CREATE_TABLE_UNIDAD_MINERA="CREATE TABLE "+ 
UnidadMineraDTO.TABLE_NAME+" (" 
            + UnidadMineraDTO.ID + " INTEGER PRIMARY KEY AUTOINCREMENT," 
            + UnidadMineraDTO.NAME + " TEXT," 
            + UnidadMineraDTO.LOCALIZACION + " TEXT," 
            + UnidadMineraDTO.DESCRIPCION + " TEXT);"; 
 public static final String  CREATE_TABLE_TIPO_INDICADOR="CREATE TABLE "+ 
TipoIndicadorDTO.TABLE_NAME+" (" 
            + TipoIndicadorDTO.ID + " INTEGER PRIMARY KEY AUTOINCREMENT," 
            + TipoIndicadorDTO.NAME + " TEXT," 
            + TipoIndicadorDTO.DESCRIPCION + " TEXT," 
            + TipoIndicadorDTO.UNIDAD + " TEXT);"; 
 public static final String  CREATE_TABLE_TIPO_LOCALIDAD="CREATE TABLE "+ 
TipoLocalidadDTO.TABLE_NAME+" (" 
            + TipoLocalidadDTO.ID + " INTEGER PRIMARY KEY AUTOINCREMENT," 
            + TipoLocalidadDTO.NAME + " TEXT," 
            + TipoLocalidadDTO.DESCRIPCION + " TEXT," 
            + TipoLocalidadDTO.VALOR + " INTEGER);"; 
 public static final String  CREATE_TABLE_USUARIO="CREATE TABLE "+ 
UsuarioDTO.TABLE_NAME+" (" 
            + UsuarioDTO.ID + " INTEGER PRIMARY KEY AUTOINCREMENT," 
            + UsuarioDTO.NAME + " TEXT," 
            + UsuarioDTO.AP_PATERNO + " TEXT," 
            + UsuarioDTO.AP_MATERNO + " TEXT," 
            + UsuarioDTO.EMAIL + " TEXT," 
            + UsuarioDTO.COD_USUARIO + " TEXT," 
            + UsuarioDTO.PASSWORD + " TEXT," 
            + UsuarioDTO.COD_REGCREA + " TEXT," 
            + UsuarioDTO.COD_REGMODI + " TEXT," 
            + UsuarioDTO.FECH_CREA + " TEXT," 
            + UsuarioDTO.FECH_MODI + " TEXT," 
            + UsuarioDTO.TELEFONO + " TEXT," 
            + UsuarioDTO.ID_UM + " INTEGER references 
"+UnidadMineraDTO.TABLE_NAME+"("+UnidadMineraDTO.ID+"));"; 
  
 public DatabaseManager() { 
   
 } 
  
 public static ContentValues generarContentValuesIndicadorAmb(IndicadorAmb ia) { 
  ContentValues valores = new ContentValues(); 
  valores.put(IndicadorAmbientalDTO.NAME, ia.getNombre()); 
  valores.put(IndicadorAmbientalDTO.VALOR, ia.getValor()); 
  valores.put(IndicadorAmbientalDTO.DESCRIPCION, ia.getDescripcion()); 
  valores.put(IndicadorAmbientalDTO.ID_TIPO, ia.getId_tipo_ind()); 
   
  return valores; 
 } 
 public static ContentValues generarContentValuesLocalidad(Localidad loc) { 
  ContentValues valores = new ContentValues(); 
  valores.put(LocalidadDTO.ID_UM, loc.getId_UM()); 
  valores.put(LocalidadDTO.LOCALIZACION, loc.getLocalidad()); 
  valores.put(LocalidadDTO.ID_TIPO, loc.getId_tip_loc()); 
  valores.put(LocalidadDTO.DESCRIPCION,loc.getDescripcion()); 
  valores.put(LocalidadDTO.LATITUD,loc.getLatitud());   
  valores.put(LocalidadDTO.LONGITUD,loc.getLongitud()); 
  return valores; 
 } 
 public static ContentValues generarContentValuesTiempo(Tiempo tiem) { 
  ContentValues valores = new ContentValues(); 
  valores.put(TiempoDTO.ANIO, tiem.getAnio()); 
  valores.put(TiempoDTO.DIA, tiem.getDia_semana()); 
  valores.put(TiempoDTO.MES, tiem.getMes()); 
  valores.put(TiempoDTO.MINUTOS,tiem.getMinutos()); 
  valores.put(TiempoDTO.HORA,tiem.getHora()); 
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  valores.put(TiempoDTO.SEGUNDOS,tiem.getSegundos()); 
  return valores; 
 } 
 public static ContentValues generarContentValuesCondicionAmb(CondicionAmbiental ca) { 
  ContentValues valores = new ContentValues(); 
  valores.put(CondicionAmbientalDTO.ID_INDICADOR, ca.getId_ind_amb()); 
  valores.put(CondicionAmbientalDTO.ID_LOCALIDAD, ca.getId_localidad()); 
  valores.put(CondicionAmbientalDTO.ID_TIEMPO, ca.getId_tiempo()); 
  valores.put(CondicionAmbientalDTO.DESCRIPCION,ca.getDescripcion()); 
  valores.put(CondicionAmbientalDTO.FECHA,ca.getFecha().toString()); 
  return valores; 
 } 
  
 public static ContentValues generarContentValuesTipoIndicadorAmb(TipoIndicadorAmb tia) 
{ 
  ContentValues valores = new ContentValues(); 
  valores.put(TipoIndicadorDTO.NAME, tia.getName()); 
  valores.put(TipoIndicadorDTO.DESCRIPCION, tia.getDescripcion()); 
  valores.put(TipoIndicadorDTO.UNIDAD, tia.getUnidad()); 
  return valores; 
 } 
 public static ContentValues generarContentValuesTipoLocalidad(TipoLocalidad tiploc) { 
  ContentValues valores = new ContentValues(); 
  valores.put(TipoLocalidadDTO.NAME, tiploc.getName()); 
  valores.put(TipoLocalidadDTO.DESCRIPCION, tiploc.getDescripcion()); 
  valores.put(TipoLocalidadDTO.VALOR, tiploc.getValor()); 
  return valores; 
 } 
 public static ContentValues generarContentValuesUnidadMinera(UnidadMinera um) { 
  ContentValues valores = new ContentValues(); 
  valores.put(UnidadMineraDTO.NAME, um.getName()); 
  valores.put(UnidadMineraDTO.LOCALIZACION, um.getLocalizacion()); 
  valores.put(UnidadMineraDTO.DESCRIPCION, um.getDescripcion()); 
  return valores; 
 } 
 public static ContentValues generarContentValuesUsuario(Usuario usu) { 
  ContentValues valores = new ContentValues(); 
  valores.put(UsuarioDTO.NAME, usu.getName()); 
  valores.put(UsuarioDTO.AP_MATERNO, usu.getAp_materno()); 
  valores.put(UsuarioDTO.AP_PATERNO, usu.getAp_paterno()); 
  valores.put(UsuarioDTO.EMAIL,usu.getEmail()); 
  valores.put(UsuarioDTO.COD_USUARIO,usu.getCod_usuario()); 
  valores.put(UsuarioDTO.PASSWORD,usu.getPassword()); 
  valores.put(UsuarioDTO.FECH_CREA,usu.getFech_crea()); 
  valores.put(UsuarioDTO.FECH_MODI,usu.getFech_modi()); 
  valores.put(UsuarioDTO.COD_REGCREA,usu.getCod_regcrea()); 
  valores.put(UsuarioDTO.COD_REGMODI,usu.getCod_regmodi()); 
  valores.put(UsuarioDTO.TELEFONO,usu.getTelefono()); 
  valores.put(UsuarioDTO.ID_UM,usu.getId_um()); 
  return valores; 
 } 
 
 public long insertarIndicadorAmb(IndicadorAmb ia) { 
  long id= db.insert(IndicadorAmbientalDTO.TABLE_NAME, null, 
generarContentValuesIndicadorAmb(ia)); 
  return id; 
 } 
 public long insertarLocalidad(Localidad loc) { 
  long id =db.insert(LocalidadDTO.TABLE_NAME, null, 
generarContentValuesLocalidad(loc)); 
  return id; 
 } 
 public long insertarTiempo(Tiempo tiem) { 
  long id = db.insert(TiempoDTO.TABLE_NAME, null, 
generarContentValuesTiempo(tiem)); 
  return id; 
 } 
 public void insertarCondicionAmbiental(CondicionAmbiental ca) { 
  db.insert(CondicionAmbientalDTO.TABLE_NAME, null, 
generarContentValuesCondicionAmb(ca)); 
 } 
 public void insertarTipoIndicadorAmb(TipoIndicadorAmb tia) { 




 public void insertarTipoLocalidad(TipoLocalidad tiploc) { 
  db.insert(TipoLocalidadDTO.TABLE_NAME, null, 
generarContentValuesTipoLocalidad(tiploc)); 
 } 
 public Long insertarUnidadMinera(UnidadMinera um) { 
  Long id = db.insert(UnidadMineraDTO.TABLE_NAME, null, 
generarContentValuesUnidadMinera(um)); 
  return id; 
 } 
 public void insertarUsuario(Usuario usu) { 
  db.insert(UsuarioDTO.TABLE_NAME, null, generarContentValuesUsuario(usu)); 
   
 } 
  
 public List<UnidadMinera> obtenerListaUnidadMinera(Cursor c){ 
 
  List<UnidadMinera> lstUM = new ArrayList<UnidadMinera>(); 
  while(c.moveToNext()){ 
   UnidadMinera um = new UnidadMinera(); 
   int idxDescripcion = c.getColumnIndex(UnidadMineraDTO.DESCRIPCION); 
   int idxName = c.getColumnIndex(UnidadMineraDTO.NAME); 
   int idxLoc = c.getColumnIndex(UnidadMineraDTO.LOCALIZACION); 
   String descripcion = c.getString(idxDescripcion); 
   String name = c.getString(idxName); 
   String localizacion = c.getString(idxLoc); 
   um.setLocalizacion(localizacion); 
   um.setName(name); 
   um.setDescripcion(descripcion); 
   lstUM.add(um); 
  } 
  return lstUM; 
 } 
 public List<TipoLocalidad> obtenerListaTipoLocalidad(Cursor c){ 
 
  List<TipoLocalidad> lstTL = new ArrayList<TipoLocalidad>(); 
  while(c.moveToNext()){ 
   TipoLocalidad um = new TipoLocalidad(); 
   int idxDescripcion = c.getColumnIndex(TipoLocalidadDTO.DESCRIPCION); 
   int idxName = c.getColumnIndex(TipoLocalidadDTO.NAME); 
   int idxValor = c.getColumnIndex(TipoLocalidadDTO.VALOR); 
   String descripcion = c.getString(idxDescripcion); 
   String name = c.getString(idxName); 
   int valor = c.getInt(idxValor); 
   um.setValor(valor); 
   um.setName(name); 
   um.setDescripcion(descripcion); 
   lstTL.add(um); 
  } 
  return lstTL; 
 } 
 public List<TipoIndicadorAmb> obtenerListaTipoIndicador(Cursor c){ 
 
  List<TipoIndicadorAmb> lstTI = new ArrayList<TipoIndicadorAmb>(); 
  while(c.moveToNext()){ 
   TipoIndicadorAmb um = new TipoIndicadorAmb(); 
   int idxDescripcion = c.getColumnIndex(TipoIndicadorDTO.DESCRIPCION); 
   int idxName = c.getColumnIndex(TipoIndicadorDTO.NAME); 
   int idxUnidad = c.getColumnIndex(TipoIndicadorDTO.UNIDAD); 
   String descripcion = c.getString(idxDescripcion); 
   String name = c.getString(idxName); 
   String unidad = c.getString(idxUnidad); 
   um.setUnidad(unidad); 
   um.setName(name); 
   um.setDescripcion(descripcion); 
   lstTI.add(um); 
  } 
  return lstTI; 
 } 
 public List<Usuario> obtenerUsuarios(Cursor c){ 
 
  List<Usuario> lstU = new ArrayList<Usuario>(); 
  while(c.moveToNext()){ 
   Usuario um = new Usuario(); 
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   int idxName = c.getColumnIndex(UsuarioDTO.NAME); 
   int idxPaterno = c.getColumnIndex(UsuarioDTO.AP_PATERNO); 
   int idxMaterno = c.getColumnIndex(UsuarioDTO.AP_MATERNO); 
   int idxemail = c.getColumnIndex(UsuarioDTO.EMAIL); 
   int idxCodigo = c.getColumnIndex(UsuarioDTO.COD_USUARIO); 
   int idxPassword = c.getColumnIndex(UsuarioDTO.PASSWORD); 
   int idxIDUM = c.getColumnIndex(UsuarioDTO.ID_UM); 
   int idxTelefono= c.getColumnIndex(UsuarioDTO.TELEFONO); 
   String name = c.getString(idxName); 
   String paterno = c.getString(idxPaterno); 
   String materno = c.getString(idxMaterno); 
   String email = c.getString(idxemail); 
   String  codigo = c.getString(idxCodigo); 
   String password = c.getString(idxPassword); 
   String telefono = c.getString(idxTelefono); 
   Integer idum = c.getInt(idxIDUM); 
    
   um.setName(name); 
   um.setAp_paterno(paterno); 
   um.setAp_materno(materno); 
   um.setPassword(password); 
   um.setCod_usuario(codigo); 
   um.setTelefono(telefono); 
   um.setEmail(email); 
   um.setId_um(idum); 
    
   lstU.add(um); 
  } 
  return lstU; 
 } 
  
 public List<CondicionAmbiental> obtenerCondicionAmbiental(Cursor c){ 
 
  List<CondicionAmbiental> lstU = new ArrayList<CondicionAmbiental>(); 
  while(c.moveToNext()){ 
   CondicionAmbiental um = new CondicionAmbiental(); 
   int idxIndicador= 
c.getColumnIndex(CondicionAmbientalDTO.ID_INDICADOR); 
   int idxLocalidad = 
c.getColumnIndex(CondicionAmbientalDTO.ID_LOCALIDAD); 
   int idxTiempo = c.getColumnIndex(CondicionAmbientalDTO.ID_TIEMPO); 
   Integer idtiempo = c.getInt(idxTiempo); 
   Integer idloc = c.getInt(idxLocalidad); 
   Integer idind = c.getInt(idxIndicador); 
    
   um.setId_ind_amb(idind); 
   um.setId_tiempo(idtiempo); 
   um.setId_localidad(idloc); 
    
   lstU.add(um); 
  } 









Clase SQLiteGanymedeCP.java , define la clase manager que definirá la comunicación con el 
Content Provider, el gestor que provee el acceso a memoria compartida entre aplicaciones 































public class SQLiteGanymedeCP extends ContentProvider{ 
 
 private static final String DATABASE_NAME = "ganymedeADK.db"; 
 private static final int    DB_SCHEME_VERSION =1; 
 public static final String AUTHORITY = 
"com.ganymedepjt.ganymedeadk.util.db.SQLiteGanymedeCP"; 
 private static final UriMatcher sUriMatcher; 
 private static HashMap<String,String> projectionMapCA; 
 private static HashMap<String,String> projectionMapIA; 
 private static HashMap<String,String> projectionMapL; 
 private static HashMap<String,String> projectionMapT; 
 private static HashMap<String,String> projectionMapTIA; 
 private static HashMap<String,String> projectionMapTL; 
 private static HashMap<String,String> projectionMapUM; 
 private static HashMap<String,String> projectionMapU; 
 private static final int CONDICION_AMB = 1; 
 private static final int CONDICION_AMB_ID = 2; 
 private static final int INDICADOR_AMB = 3; 
 private static final int INDICADOR_AMB_ID = 4; 
 private static final int LOCALIDAD = 5; 
 private static final int LOCALIDAD_ID = 6; 
 private static final int TIEMPO = 7; 
 private static final int TIEMPO_ID = 8; 
 private static final int TIPO_IND= 9; 
 private static final int TIPO_IND_ID = 10; 
 private static final int TIPO_LOC= 11; 
 private static final int TIPO_LOC_ID = 12; 
 private static final int UNIDAD_MIN= 13; 
 private static final int UNIDAD_MIN_ID = 14; 
 private static final int USUARIO= 15; 
 private static final int USUARIO_ID = 16; 
 private static final int Usuario_COD = 17; 
  
 public class SQLiteHelper extends SQLiteOpenHelper{ 
   
  
  public SQLiteHelper(Context context) { 
   super(context, DATABASE_NAME, null, DB_SCHEME_VERSION); 
  } 
 
  @Override 
  public void onCreate(SQLiteDatabase db) { 
   db.execSQL(DatabaseManager.CREATE_TABLE_UNIDAD_MINERA); 
   db.execSQL(DatabaseManager.CREATE_TABLE_USUARIO); 
   db.execSQL(DatabaseManager.CREATE_TABLE_TIPO_LOCALIDAD); 
   db.execSQL(DatabaseManager.CREATE_TABLE_TIPO_INDICADOR); 
   db.execSQL(DatabaseManager.CREATE_TABLE_INDICADOR_AMB); 
   db.execSQL(DatabaseManager.CREATE_TABLE_LOCALIDAD); 
   db.execSQL(DatabaseManager.CREATE_TABLE_TIEMPO); 
   db.execSQL(DatabaseManager.CREATE_TABLE_CONDICION_AMB); 
  } 
 
  @Override 
  public void onUpgrade(SQLiteDatabase db, int oldVersion, int newVersion) { 
   Log.w("LOG_TAG","Upgrading database from version"+oldVersion +"to 
version" +newVersion 
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     +"wich will destroy all old data"); 
   db.execSQL("DROP TABLE IF EXISTS "+  
IndicadorAmbientalDTO.TABLE_NAME); 
   db.execSQL("DROP TABLE IF EXISTS "+  LocalidadDTO.TABLE_NAME); 
   db.execSQL("DROP TABLE IF EXISTS "+  TiempoDTO.TABLE_NAME); 
   db.execSQL("DROP TABLE IF EXISTS "+  
CondicionAmbientalDTO.TABLE_NAME); 
   db.execSQL("DROP TABLE IF EXISTS "+  TipoIndicadorDTO.TABLE_NAME); 
   db.execSQL("DROP TABLE IF EXISTS "+  TipoLocalidadDTO.TABLE_NAME); 
   db.execSQL("DROP TABLE IF EXISTS "+  UsuarioDTO.TABLE_NAME); 
   db.execSQL("DROP TABLE IF EXISTS "+  UnidadMineraDTO.TABLE_NAME); 
   onCreate(db); 
  } 
 
 } 
 private SQLiteHelper sqliteHelper; 
  
 @Override 
 public boolean onCreate() { 
  sqliteHelper = new SQLiteHelper(getContext()); 




 public Cursor query(Uri uri, String[] projection, String selection, 
   String[] selectionArgs, String sortOrder) { 
  SQLiteQueryBuilder sqb = new SQLiteQueryBuilder(); 
  switch(sUriMatcher.match(uri)){ 
  case CONDICION_AMB: 
   sqb.setTables(CondicionAmbientalDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapCA); 
  break; 
   
  case INDICADOR_AMB: 
   sqb.setTables(IndicadorAmbientalDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapIA); 
  break; 
   
  case TIEMPO: 
   sqb.setTables(TiempoDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapT); 
  break; 
  case LOCALIDAD: 
   sqb.setTables(LocalidadDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapL); 
  break; 
   
  case TIPO_IND: 
   sqb.setTables(TipoIndicadorDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapTIA); 
  break; 
  case TIPO_LOC: 
   sqb.setTables(TipoLocalidadDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapTL); 
  break; 
   
  case UNIDAD_MIN: 
   sqb.setTables(UnidadMineraDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapUM); 
  break; 
   
  case USUARIO: 
   sqb.setTables(UsuarioDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapU); 
  break; 
  case USUARIO_ID: 
   String ssid = 
uri.getPathSegments().get(UsuarioDTO.SSID_PATH_POSITION); 
   sqb.setTables(UsuarioDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapU); 
   sqb.appendWhere(UsuarioDTO.ID + "=" +ssid); 
  break; 
  case INDICADOR_AMB_ID: 
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   String ssidInd = 
uri.getPathSegments().get(IndicadorAmbientalDTO.SSID_PATH_POSITION); 
   sqb.setTables(IndicadorAmbientalDTO.TABLE_NAME); 
   sqb.setProjectionMap(projectionMapIA); 
   sqb.appendWhere(IndicadorAmbientalDTO.ID_INDICADOR + "=" +ssidInd); 
  break; 
  default: 
   throw new IllegalArgumentException("Desconocida URI" + uri); 
  } 
   SQLiteDatabase db = sqliteHelper.getReadableDatabase(); 
   Cursor c = sqb.query(db, projection, selection, selectionArgs, null, null, 
sortOrder); 
   c.setNotificationUri(getContext().getContentResolver(), uri); 




 public String getType(Uri uri) { 
    switch (sUriMatcher.match(uri)) { 
          case CONDICION_AMB: 
              return CondicionAmbientalDTO.CONTENT_TYPE; 
          case CONDICION_AMB_ID: 
              return CondicionAmbientalDTO.CONTENT_ITEM_TYPE; 
          case INDICADOR_AMB: 
              return IndicadorAmbientalDTO.CONTENT_TYPE; 
          case INDICADOR_AMB_ID: 
              return IndicadorAmbientalDTO.CONTENT_ITEM_TYPE; 
          case LOCALIDAD: 
              return LocalidadDTO.CONTENT_TYPE; 
          case LOCALIDAD_ID: 
              return LocalidadDTO.CONTENT_ITEM_TYPE; 
          case TIEMPO: 
              return TiempoDTO.CONTENT_TYPE; 
          case TIEMPO_ID: 
              return TiempoDTO.CONTENT_ITEM_TYPE; 
          case TIPO_IND: 
              return TipoIndicadorDTO.CONTENT_TYPE; 
          case TIPO_IND_ID: 
              return TipoIndicadorDTO.CONTENT_ITEM_TYPE; 
          case TIPO_LOC: 
              return TipoLocalidadDTO.CONTENT_TYPE; 
          case TIPO_LOC_ID: 
              return TipoLocalidadDTO.CONTENT_ITEM_TYPE; 
          case UNIDAD_MIN: 
              return UnidadMineraDTO.CONTENT_TYPE; 
          case UNIDAD_MIN_ID: 
              return UnidadMineraDTO.CONTENT_ITEM_TYPE; 
          case USUARIO: 
              return UsuarioDTO.CONTENT_TYPE; 
          case USUARIO_ID: 
              return UsuarioDTO.CONTENT_ITEM_TYPE;  
          default: 
              throw new IllegalArgumentException("Unknown URI " + uri); 





 public Uri insert(Uri uri, ContentValues initialValues) { 
  ContentValues values; 
   if (initialValues != null) { 
             values = new ContentValues(initialValues); 
         } else { 
             values = new ContentValues(); 
         } 
   
        if (sUriMatcher.match(uri) != CONDICION_AMB && 
         sUriMatcher.match(uri) != INDICADOR_AMB && 
         sUriMatcher.match(uri) != LOCALIDAD && 
         sUriMatcher.match(uri) != TIEMPO && 
         sUriMatcher.match(uri) != TIPO_IND && 
         sUriMatcher.match(uri) != TIPO_LOC && 
         sUriMatcher.match(uri) != UNIDAD_MIN && 
         sUriMatcher.match(uri) != USUARIO  
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         )  
        { throw new IllegalArgumentException("Unknown URI " + uri); } 
        SQLiteDatabase db = sqliteHelper.getWritableDatabase(); 
        long rowId = -1; 
  switch (sUriMatcher.match(uri)) { 
  case CONDICION_AMB: 
    
   rowId = db.insert(CondicionAmbientalDTO.TABLE_NAME, null, 
     values); 
   if (rowId > 0) { 
    Uri condAmbUri = ContentUris.withAppendedId( 
      CondicionAmbientalDTO.CONTENT_URI, rowId); 
    getContext().getContentResolver() 
      .notifyChange(condAmbUri, null); 
    return condAmbUri; 
   } 
  break; 
   
  case INDICADOR_AMB: 
   
   rowId = db.insert(IndicadorAmbientalDTO.TABLE_NAME, null, 
     values); 
   if (rowId > 0) { 
    Uri indAmbUri = ContentUris.withAppendedId( 
      IndicadorAmbientalDTO.CONTENT_URI, rowId); 
    getContext().getContentResolver() 
      .notifyChange(indAmbUri, null); 
    return indAmbUri; 
   } 
  break; 
   
  case TIEMPO: 
    
   rowId = db.insert(TiempoDTO.TABLE_NAME, null, 
     values); 
   if (rowId > 0) { 
    Uri tiempoUri = ContentUris.withAppendedId( 
      TiempoDTO.CONTENT_URI, rowId); 
    getContext().getContentResolver() 
      .notifyChange(tiempoUri, null); 
    return tiempoUri; 
   } 
  break; 
  case LOCALIDAD: 
    
   rowId = db.insert(LocalidadDTO.TABLE_NAME, null, 
     values); 
   if (rowId > 0) { 
    Uri indAmbUri = ContentUris.withAppendedId( 
      LocalidadDTO.CONTENT_URI, rowId); 
    getContext().getContentResolver() 
      .notifyChange(indAmbUri, null); 
    return indAmbUri; 
   } 
  break; 
   
  case TIPO_IND: 
    
   rowId = db.insert(TipoIndicadorDTO.TABLE_NAME, null, 
     values); 
   if (rowId > 0) { 
    Uri indAmbUri = ContentUris.withAppendedId( 
      TipoIndicadorDTO.CONTENT_URI, rowId); 
    getContext().getContentResolver() 
      .notifyChange(indAmbUri, null); 
    return indAmbUri; 
   } 
  break; 
  case TIPO_LOC: 
    
   rowId = db.insert(TipoLocalidadDTO.TABLE_NAME, null, 
     values); 
   if (rowId > 0) { 
    Uri indAmbUri = ContentUris.withAppendedId( 
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      TipoLocalidadDTO.CONTENT_URI, rowId); 
    getContext().getContentResolver() 
      .notifyChange(indAmbUri, null); 
    return indAmbUri; 
   } 
  break; 
   
  case UNIDAD_MIN: 
    
   rowId = db.insert(UnidadMineraDTO.TABLE_NAME, null, 
     values); 
   if (rowId > 0) { 
    Uri indAmbUri = ContentUris.withAppendedId( 
      UnidadMineraDTO.CONTENT_URI, rowId); 
    getContext().getContentResolver() 
      .notifyChange(indAmbUri, null); 
    return indAmbUri; 
   } 
  break; 
   
  case USUARIO: 
    
   rowId = db.insert(UsuarioDTO.TABLE_NAME, null, 
     values); 
   if (rowId > 0) { 
    Uri indAmbUri = ContentUris.withAppendedId( 
      UsuarioDTO.CONTENT_URI, rowId); 
    getContext().getContentResolver() 
      .notifyChange(indAmbUri, null); 
    return indAmbUri; 
   } 
  break; 
  default: 
   throw new IllegalArgumentException("Unknown URI " + uri);  
  } 




 public int delete(Uri uri, String selection, String[] selectionArgs) { 




 public int update(Uri uri, ContentValues values, String selection, 
   String[] selectionArgs) { 
  return 0; 
 } 
  
 static { 
  sUriMatcher =new UriMatcher(UriMatcher.NO_MATCH); 
  sUriMatcher.addURI(AUTHORITY, "CondicionAmbiental", CONDICION_AMB); 
  sUriMatcher.addURI(AUTHORITY, "CondicionAmbiental/#", CONDICION_AMB_ID); 
  sUriMatcher.addURI(AUTHORITY, "IndicadorAmbiental", INDICADOR_AMB); 
  sUriMatcher.addURI(AUTHORITY, "IndicadorAmbiental/#", INDICADOR_AMB_ID); 
  sUriMatcher.addURI(AUTHORITY, "Localidad", LOCALIDAD); 
  sUriMatcher.addURI(AUTHORITY, "Localidad/#", LOCALIDAD_ID); 
  sUriMatcher.addURI(AUTHORITY, "Tiempo", TIEMPO); 
  sUriMatcher.addURI(AUTHORITY, "Tiempo/#", TIEMPO_ID); 
  sUriMatcher.addURI(AUTHORITY, "TipoIndicador", TIPO_IND); 
  sUriMatcher.addURI(AUTHORITY, "TipoIndicador/#", TIPO_IND_ID); 
  sUriMatcher.addURI(AUTHORITY, "TipoLocalidad", TIPO_LOC); 
  sUriMatcher.addURI(AUTHORITY, "TipoLocalidad/#", TIPO_LOC_ID); 
  sUriMatcher.addURI(AUTHORITY, "UnidadMinera", UNIDAD_MIN); 
  sUriMatcher.addURI(AUTHORITY, "UnidadMinera/#", UNIDAD_MIN_ID); 
  sUriMatcher.addURI(AUTHORITY, "Usuario", USUARIO); 
  sUriMatcher.addURI(AUTHORITY, "Usuario/#", USUARIO_ID);  
   
  projectionMapCA = new HashMap<String, String>(); 
  projectionMapIA = new HashMap<String, String>(); 
  projectionMapL = new HashMap<String, String>(); 
  projectionMapT = new HashMap<String, String>(); 
  projectionMapTIA = new HashMap<String, String>(); 
  projectionMapTL = new HashMap<String, String>(); 
507 
  projectionMapUM = new HashMap<String, String>(); 
  projectionMapU = new HashMap<String, String>(); 
















  projectionMapIA.put(IndicadorAmbientalDTO.VALOR,IndicadorAmbientalDTO.VALOR ); 





 projectionMapIA.put(IndicadorAmbientalDTO.ID_TIPO,IndicadorAmbientalDTO.ID_TIPO ); 
  projectionMapL.put(LocalidadDTO.ID_LOCALIDAD, LocalidadDTO.ID_LOCALIDAD); 
  projectionMapL.put(LocalidadDTO.DESCRIPCION, LocalidadDTO.DESCRIPCION); 
  projectionMapL.put(LocalidadDTO.LOCALIZACION, LocalidadDTO.LOCALIZACION); 
  projectionMapL.put(LocalidadDTO.LATITUD, LocalidadDTO.LATITUD); 
  projectionMapL.put(LocalidadDTO.LONGITUD, LocalidadDTO.LONGITUD); 
  projectionMapL.put(LocalidadDTO.ALTITUD, LocalidadDTO.ALTITUD); 
  projectionMapL.put(LocalidadDTO.ID_UM, LocalidadDTO.ID_UM); 
  projectionMapL.put(LocalidadDTO.ID_TIPO, LocalidadDTO.ID_TIPO); 
  projectionMapT.put(TiempoDTO.ID_TIEMPO, TiempoDTO.ID_TIEMPO); 
  projectionMapT.put(TiempoDTO.ANIO, TiempoDTO.ANIO); 
  projectionMapT.put(TiempoDTO.DIA, TiempoDTO.DIA); 
  projectionMapT.put(TiempoDTO.HORA, TiempoDTO.HORA); 
  projectionMapT.put(TiempoDTO.MES, TiempoDTO.MES); 
  projectionMapT.put(TiempoDTO.MINUTOS, TiempoDTO.MINUTOS); 
  projectionMapT.put(TiempoDTO.SEGUNDOS, TiempoDTO.SEGUNDOS); 
  projectionMapTIA.put(TipoIndicadorDTO.ID, TipoIndicadorDTO.ID); 
  projectionMapTIA.put(TipoIndicadorDTO.NAME, TipoIndicadorDTO.NAME); 
  projectionMapTIA.put(TipoIndicadorDTO.DESCRIPCION, 
TipoIndicadorDTO.DESCRIPCION); 
  projectionMapTIA.put(TipoIndicadorDTO.UNIDAD, TipoIndicadorDTO.UNIDAD); 
  projectionMapTL.put(TipoLocalidadDTO.ID, TipoLocalidadDTO.ID); 
  projectionMapTL.put(TipoLocalidadDTO.NAME, TipoLocalidadDTO.NAME); 
  projectionMapTL.put(TipoLocalidadDTO.DESCRIPCION, 
TipoLocalidadDTO.DESCRIPCION); 
  projectionMapTL.put(TipoLocalidadDTO.VALOR, TipoLocalidadDTO.VALOR); 
   
  projectionMapUM.put(UnidadMineraDTO.ID, UnidadMineraDTO.ID); 
  projectionMapUM.put(UnidadMineraDTO.NAME, UnidadMineraDTO.NAME); 
  projectionMapUM.put(UnidadMineraDTO.LOCALIZACION, 
UnidadMineraDTO.LOCALIZACION); 
  projectionMapUM.put(UnidadMineraDTO.DESCRIPCION, UnidadMineraDTO.DESCRIPCION); 
  projectionMapU.put(UsuarioDTO.ID, UsuarioDTO.ID); 
  projectionMapU.put(UsuarioDTO.NAME, UsuarioDTO.NAME); 
  projectionMapU.put(UsuarioDTO.AP_PATERNO, UsuarioDTO.AP_PATERNO); 
  projectionMapU.put(UsuarioDTO.AP_MATERNO, UsuarioDTO.AP_MATERNO); 
  projectionMapU.put(UsuarioDTO.EMAIL, UsuarioDTO.EMAIL); 
  projectionMapU.put(UsuarioDTO.COD_USUARIO, UsuarioDTO.COD_USUARIO); 
  projectionMapU.put(UsuarioDTO.PASSWORD, UsuarioDTO.PASSWORD); 
  projectionMapU.put(UsuarioDTO.COD_REGCREA, UsuarioDTO.COD_REGCREA); 
  projectionMapU.put(UsuarioDTO.COD_REGMODI, UsuarioDTO.COD_REGMODI); 
  projectionMapU.put(UsuarioDTO.FECH_CREA, UsuarioDTO.FECH_CREA); 
  projectionMapU.put(UsuarioDTO.FECH_MODI, UsuarioDTO.FECH_MODI); 
  projectionMapU.put(UsuarioDTO.TELEFONO, UsuarioDTO.TELEFONO); 






Clase SQLiteHelper.java , define la clase de apoyo que se usara para instanciar la base de 



















public class SQLiteHelper extends SQLiteOpenHelper{ 
  
 private static final String DATABASE_NAME = "ganymedeADK.db"; 
 private static final int    DB_SCHEME_VERSION =1; 
 public SQLiteHelper(Context context) { 




 public void onCreate(SQLiteDatabase db) { 
  db.execSQL(DatabaseManager.CREATE_TABLE_UNIDAD_MINERA); 
  db.execSQL(DatabaseManager.CREATE_TABLE_USUARIO); 
  db.execSQL(DatabaseManager.CREATE_TABLE_TIPO_LOCALIDAD); 
  db.execSQL(DatabaseManager.CREATE_TABLE_TIPO_INDICADOR); 
  db.execSQL(DatabaseManager.CREATE_TABLE_INDICADOR_AMB); 
  db.execSQL(DatabaseManager.CREATE_TABLE_LOCALIDAD); 
  db.execSQL(DatabaseManager.CREATE_TABLE_TIEMPO); 




 public void onUpgrade(SQLiteDatabase db, int oldVersion, int newVersion) { 
  Log.w("LOG_TAG","Upgrading database from version"+oldVersion +"to version" 
+newVersion 
    +"wich will destroy all old data"); 
  db.execSQL("DROP TABLE IF EXISTS "+  IndicadorAmbientalDTO.TABLE_NAME); 
  db.execSQL("DROP TABLE IF EXISTS "+  LocalidadDTO.TABLE_NAME); 
  db.execSQL("DROP TABLE IF EXISTS "+  TiempoDTO.TABLE_NAME); 
  db.execSQL("DROP TABLE IF EXISTS "+  CondicionAmbientalDTO.TABLE_NAME); 
  db.execSQL("DROP TABLE IF EXISTS "+  TipoIndicadorDTO.TABLE_NAME); 
  db.execSQL("DROP TABLE IF EXISTS "+  TipoLocalidadDTO.TABLE_NAME); 
  db.execSQL("DROP TABLE IF EXISTS "+  UsuarioDTO.TABLE_NAME); 
  db.execSQL("DROP TABLE IF EXISTS "+  UnidadMineraDTO.TABLE_NAME); 







Clase LocationReceiver.java , define la clase BroadcastReceiver que permite gestionar los 














public class LocationReceiver extends BroadcastReceiver{ 
 
 private static final String TAG = "LocationReceiver"; 
 @Override 
 public void onReceive(Context context, Intent intent) { 
  Location loc = (Location) 
intent.getParcelableExtra(LocationManager.KEY_LOCATION_CHANGED); 
  if(loc!=null){ 
   onLocationReceived(context,loc); 
   return; 
  } 
  if(intent.hasExtra(LocationManager.KEY_PROVIDER_ENABLED)){ 
   boolean enabled  = 
intent.getBooleanExtra(LocationManager.KEY_PROVIDER_ENABLED, false); 
   onProviderEnabledChanged(enabled); 
  } 
 } 
 
 protected void onLocationReceived(Context context, Location loc) { 
  Log.d(TAG, this+"Got Location from "+loc.getProvider()+": " +loc.getLatitude() 
+ ", "+loc.getLongitude()); 
 } 
 
 protected void onProviderEnabledChanged(boolean enabled) { 






Clase RunManager.java , define la clase Manager permite ejecutar el servicio de 










public class RunManager { 
 private static final String TAG ="RunManager"; 
 public static final String ACTION_LOCATION 
="com.ganymedepjt.ganymedeadk.util.service.ACTION_LOCATION"; 
 private static RunManager sRunManager; 
 private Context mAppContext; 
 private LocationManager mLocationManager; 
  
 private RunManager(Context appContext){ 
  mAppContext = appContext; 




 public static RunManager get(Context c){ 
  if(sRunManager ==null){ 
   sRunManager = new RunManager(c.getApplicationContext()); 
  } 
  return sRunManager; 
 } 
 private PendingIntent getLocationPendingIntent(boolean shouldCreate){ 
  Intent broadcast  = new  Intent(ACTION_LOCATION); 
  int flags = shouldCreate ? 0:PendingIntent.FLAG_NO_CREATE; 
  return PendingIntent.getBroadcast(mAppContext, 0, broadcast, flags); 
 } 
  
 public void startLocationUpdates(){ 
  String provider = LocationManager.GPS_PROVIDER; 
  PendingIntent pi = getLocationPendingIntent(true); 
  mLocationManager.requestLocationUpdates(provider, 0, 0, pi); 




 public void stopLocationUpdates(){ 
  PendingIntent pi = getLocationPendingIntent(false); 
  if(pi!=null){ 
   mLocationManager.removeUpdates(pi); 
   pi.cancel(); 
  } 
 } 
 public boolean isTrackingRun() { 





Anexo 47: Código fuente del sistema Ganymede Navigator (escrito en Java- Android) 
/* 
 Clase CallAcivity.java: encargada de manejar las llamadas a través de callback y 
eventos de esta manera muestra distintos fragments dependiendo del estado en que se 
encuentra el usuario, desde que inicia sesión, cuando hay una llamada entrante y 







































































 * QuickBlox team 
 */ 
public class CallActivity extends BaseActivity implements QBRTCClientSessionCallbacks, 
QBRTCSessionStateCallback<QBRTCSession>, QBRTCSignalingCallback, 
        OnCallEventsController, IncomeCallFragmentCallbackListener, 
ConversationFragmentCallbackListener, 
NetworkConnectionChecker.OnConnectivityChangedListener, 
        ScreenShareFragment.OnSharingEvents { 
 
    private static final String TAG = CallActivity.class.getSimpleName(); 
 
    public static final String OPPONENTS_CALL_FRAGMENT = "opponents_call_fragment"; 
    public static final String INCOME_CALL_FRAGMENT = "income_call_fragment"; 
    public static final String CONVERSATION_CALL_FRAGMENT = 
"conversation_call_fragment"; 
    public static final String CALLER_NAME = "caller_name"; 
    public static final String SESSION_ID = "sessionID"; 
    public static final String START_CONVERSATION_REASON = 
"start_conversation_reason"; 
 
    private static final int REQUEST_MEDIA_PROJECTION = 1; 
 
    private QBRTCSession currentSession; 
    public List<QBUser> opponentsList; 
    private Runnable showIncomingCallWindowTask; 
    private Handler showIncomingCallWindowTaskHandler; 
    private boolean closeByWifiStateAllow = true; 
    private String hangUpReason; 
    private boolean isInCommingCall; 
    private QBRTCClient rtcClient; 
    private OnChangeDynamicToggle onChangeDynamicCallback; 
    private ConnectionListener connectionListener; 
    private boolean wifiEnabled = true; 
    private SharedPreferences sharedPref; 
    private RingtonePlayer ringtonePlayer; 
    private LinearLayout connectionView; 
    private AppRTCAudioManager audioManager; 
    private NetworkConnectionChecker networkConnectionChecker; 
    private WebRtcSessionManager sessionManager; 
    private QbUsersDbManager dbManager; 
    private ArrayList<CurrentCallStateCallback> currentCallStateCallbackList = new 
ArrayList<>(); 
    private List<Integer> opponentsIdsList; 
    private boolean callStarted; 
    private boolean isVideoCall; 
    private long expirationReconnectionTime; 
    private int reconnectHangUpTimeMillis; 
    private boolean headsetPlugged; 
    private boolean previousDeviceEarPiece; 
    private boolean showToastAfterHeadsetPlugged = true; 
    private PermissionsChecker checker; 
    private MediaProjectionManager mMediaProjectionManager; 
    private String currentUser; 
 
    public static void start(Context context, 
                             boolean isIncomingCall, String currentUser) { 
 
        Intent intent = new Intent(context, CallActivity.class); 
        Bundle bundle = new Bundle(); 
        bundle.putBoolean(Consts.EXTRA_IS_INCOMING_CALL, isIncomingCall ); 
        bundle.putString("CURRENT_USER", currentUser); 
        intent.putExtras(bundle); 
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        context.startActivity(intent); 
    } 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_main); 
 
        parseIntentExtras(); 
 
        sessionManager = WebRtcSessionManager.getInstance(this); 
        if (!currentSessionExist()) { 
 
            finish(); 
            Log.d(TAG, "finish CallActivity"); 
            return; 
        } 
 
        initFields(); 
        initCurrentSession(currentSession); 
 
        PreferenceManager.setDefaultValues(this, R.xml.preferences, false); 
        sharedPref = PreferenceManager.getDefaultSharedPreferences(this); 
        initQBRTCClient(); 
        initAudioManager(); 
        initWiFiManagerListener(); 
 
        ringtonePlayer = new RingtonePlayer(this, R.raw.beep); 
        connectionView = (LinearLayout) View.inflate(this, R.layout.connection_popup, 
null); 
        checker = new PermissionsChecker(getApplicationContext()); 
 
        startSuitableFragment(isInCommingCall); 
    } 
 
 
    private void startScreenSharing(final Intent data){ 
        ScreenShareFragment screenShareFragment = ScreenShareFragment.newIntstance(); 
        FragmentExecuotr.addFragmentWithBackStack(getSupportFragmentManager(), 
R.id.fragment_container, screenShareFragment, ScreenShareFragment.TAG); 
        currentSession.getMediaStreamManager().setVideoCapturer(new 
QBRTCScreenCapturer(data, null)); 
    } 
 
    private void returnToCamera() { 
        try { 
            currentSession.getMediaStreamManager().setVideoCapturer(new 
QBRTCCameraVideoCapturer(this, null)); 
        } catch (QBRTCCameraVideoCapturer.QBRTCCameraCapturerException e) { 
            Log.i(TAG, "Error: device doesn't have camera"); 
        } 
    } 
 
    @Override 
    protected void onActivityResult(int requestCode, int resultCode,final Intent data) 
{ 
        Log.i(TAG, "onActivityResult requestCode="+requestCode +", resultCode= " + 
resultCode); 
        if (requestCode == QBRTCScreenCapturer.REQUEST_MEDIA_PROJECTION) { 
            if (resultCode == Activity.RESULT_OK) { 
                startScreenSharing(data); 
                Log.i(TAG, "Starting screen capture"); 
            } 
            else { 
 
            } 
        } 
    } 
 
    private void startSuitableFragment(boolean isInComingCall) { 
        if (isInComingCall) { 
            initIncomingCallTask(); 
            startLoadAbsentUsers(); 
            addIncomeCallFragment(); 
            checkPermission(); 
        } else { 
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            addConversationFragment(isInComingCall); 
        } 
    } 
 
    private void checkPermission() { 
        if (checker.lacksPermissions(Consts.PERMISSIONS)) { 
            startPermissionsActivity(!isVideoCall); 
        } 
    } 
 
    private void startPermissionsActivity(boolean checkOnlyAudio) { 
        PermissionsActivity.startActivity(this, checkOnlyAudio, Consts.PERMISSIONS); 
    } 
 
    private void startLoadAbsentUsers() { 
        ArrayList<QBUser> usersFromDb = dbManager.getAllUsers(); 
        ArrayList<Integer> allParticipantsOfCall = new ArrayList<>(); 
        allParticipantsOfCall.addAll(opponentsIdsList); 
 
        if (isInCommingCall) { 
            allParticipantsOfCall.add(currentSession.getCallerID()); 
        } 
 
        ArrayList<Integer> idsUsersNeedLoad = 
UsersUtils.getIdsNotLoadedUsers(usersFromDb, allParticipantsOfCall); 
        if (!idsUsersNeedLoad.isEmpty()) { 
            requestExecutor.loadUsersByIds(idsUsersNeedLoad, new 
QBEntityCallbackImpl<ArrayList<QBUser>>() { 
                @Override 
                public void onSuccess(ArrayList<QBUser> result, Bundle params) { 
                    dbManager.saveAllUsers(result, false); 
                    needUpdateOpponentsList(result); 
                } 
            }); 
        } 
    } 
 
    private void needUpdateOpponentsList(ArrayList<QBUser> newUsers) { 
        notifyCallStateListenersNeedUpdateOpponentsList(newUsers); 
    } 
 
    private boolean currentSessionExist() { 
        currentSession = sessionManager.getCurrentSession(); 
        return currentSession != null; 
    } 
 
    private void initFields() { 
        dbManager = QbUsersDbManager.getInstance(getApplicationContext()); 
        opponentsIdsList = currentSession.getOpponents(); 
    } 
 
    @Override 
    protected View getSnackbarAnchorView() { 
        return null; 
    } 
 
    private void parseIntentExtras() { 
        Bundle bundle = getIntent().getExtras(); 
        isInCommingCall = bundle.getBoolean(Consts.EXTRA_IS_INCOMING_CALL); 
        currentUser = bundle.getString("CURRENT_USER"); 
        Log.i("CURRENT_USER", currentUser); 
    } 
 
    private void initAudioManager() { 
        audioManager = AppRTCAudioManager.create(this, new 
AppRTCAudioManager.OnAudioManagerStateListener() { 
            @Override 
            public void onAudioChangedState(AppRTCAudioManager.AudioDevice 
audioDevice) { 
                if (callStarted) { 
                    if (audioManager.getSelectedAudioDevice() == 
AppRTCAudioManager.AudioDevice.EARPIECE) { 
                        previousDeviceEarPiece = true; 
                    } else if (audioManager.getSelectedAudioDevice() == 
AppRTCAudioManager.AudioDevice.SPEAKER_PHONE) { 
                        previousDeviceEarPiece = false; 
                    } 
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                    if (showToastAfterHeadsetPlugged) { 
                        Toaster.shortToast("Audio device switched to  " + 
audioDevice); 
                    } 
                } 
            } 
        }); 
 
        isVideoCall = 
QBRTCTypes.QBConferenceType.QB_CONFERENCE_TYPE_VIDEO.equals(currentSession.getConferen
ceType()); 
        if (isVideoCall) { 
            
audioManager.setDefaultAudioDevice(AppRTCAudioManager.AudioDevice.SPEAKER_PHONE); 
            Log.d(TAG, "AppRTCAudioManager.AudioDevice.SPEAKER_PHONE"); 
        } else { 
            
audioManager.setDefaultAudioDevice(AppRTCAudioManager.AudioDevice.EARPIECE); 
            previousDeviceEarPiece = true; 
            Log.d(TAG, "AppRTCAudioManager.AudioDevice.EARPIECE"); 
        } 
 
        audioManager.setOnWiredHeadsetStateListener(new 
AppRTCAudioManager.OnWiredHeadsetStateListener() { 
            @Override 
            public void onWiredHeadsetStateChanged(boolean plugged, boolean 
hasMicrophone) { 
                headsetPlugged = plugged; 
                if (callStarted) { 
                    Toaster.shortToast("Headset " + (plugged ? "plugged" : 
"unplugged")); 
                } 
                if (onChangeDynamicCallback != null) { 
                    if (!plugged) { 
                        showToastAfterHeadsetPlugged = false; 
                        if (previousDeviceEarPiece) { 
                            
setAudioDeviceDelayed(AppRTCAudioManager.AudioDevice.EARPIECE); 
                        } else { 
                            
setAudioDeviceDelayed(AppRTCAudioManager.AudioDevice.SPEAKER_PHONE); 
                        } 
                    } 
                    onChangeDynamicCallback.enableDynamicToggle(plugged, 
previousDeviceEarPiece); 
                } 
            } 
        }); 
        audioManager.init(); 
    } 
 
    private void setAudioDeviceDelayed(final AppRTCAudioManager.AudioDevice 
audioDevice) { 
        new Handler().postDelayed(new Runnable() { 
            @Override 
            public void run() { 
                showToastAfterHeadsetPlugged = true; 
                audioManager.setAudioDevice(audioDevice); 
            } 
        }, 500); 
    } 
 
    private void initQBRTCClient() { 
        rtcClient = QBRTCClient.getInstance(this); 
 
        rtcClient.setCameraErrorHandler(new CameraVideoCapturer.CameraEventsHandler() 
{ 
            @Override 
            public void onCameraError(final String s) { 
 
                showToast("Camera error: " + s); 
            } 
 
            @Override 
            public void onCameraDisconnected() { 
                showToast("Camera onCameraDisconnected: "); 
            } 
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            @Override 
            public void onCameraFreezed(String s) { 
                showToast("Camera freezed: " + s); 
                hangUpCurrentSession(); 
            } 
 
            @Override 
            public void onCameraOpening(String s) { 
                showToast("Camera aOpening: " + s); 
            } 
 
            @Override 
            public void onFirstFrameAvailable() { 
                showToast("onFirstFrameAvailable: "); 
            } 
 
            @Override 
            public void onCameraClosed() { 
            } 
        }); 
 
 
        // Configure 
        // 
        QBRTCConfig.setMaxOpponentsCount(Consts.MAX_OPPONENTS_COUNT); 
        SettingsUtil.setSettingsStrategy(opponentsIdsList, sharedPref, 
CallActivity.this); 
        SettingsUtil.configRTCTimers(CallActivity.this); 
        QBRTCConfig.setDebugEnabled(true); 
 
 
        // Add activity as callback to RTCClient 
        rtcClient.addSessionCallbacksListener(this); 
        // Start mange QBRTCSessions according to VideoCall parser's callbacks 
        rtcClient.prepareToProcessCalls(); 
        connectionListener = new ConnectionListener(); 
        QBChatService.getInstance().addConnectionListener(connectionListener); 
    } 
 
    private void setExpirationReconnectionTime() { 
        reconnectHangUpTimeMillis = SettingsUtil.getPreferenceInt(sharedPref, this, 
R.string.pref_disconnect_time_interval_key, 
                R.string.pref_disconnect_time_interval_default_value) * 1000; 
        expirationReconnectionTime = System.currentTimeMillis() + 
reconnectHangUpTimeMillis; 
    } 
 
    private void hangUpAfterLongReconnection() { 
        if (expirationReconnectionTime < System.currentTimeMillis()) { 
            hangUpCurrentSession(); 
        } 
    } 
 
    @Override 
    public void connectivityChanged(boolean availableNow) { 
        if (callStarted) { 
            showToast("Internet connection " + (availableNow ? "available" : " 
unavailable")); 
        } 
    } 
 
    private void showNotificationPopUp(final int text, final boolean show) { 
        runOnUiThread(new Runnable() { 
            @Override 
            public void run() { 
                if (show) { 
                    ((TextView) 
connectionView.findViewById(R.id.notification)).setText(text); 
                    if (connectionView.getParent() == null) { 
                        ((ViewGroup) 
CallActivity.this.findViewById(R.id.fragment_container)).addView(connectionView); 
                    } 
                } else { 
                    ((ViewGroup) 
CallActivity.this.findViewById(R.id.fragment_container)).removeView(connectionView); 
                } 
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            } 
        }); 
 
    } 
 
    private void initWiFiManagerListener() { 
        networkConnectionChecker = new NetworkConnectionChecker(getApplication()); 
    } 
 
    private void initIncomingCallTask() { 
        showIncomingCallWindowTaskHandler = new Handler(Looper.myLooper()); 
        showIncomingCallWindowTask = new Runnable() { 
            @Override 
            public void run() { 
                if (currentSession == null) { 
                    return; 
                } 
 
                QBRTCSession.QBRTCSessionState currentSessionState = 
currentSession.getState(); 
                if 
(QBRTCSession.QBRTCSessionState.QB_RTC_SESSION_NEW.equals(currentSessionState)) { 
                    rejectCurrentSession(); 
                } else { 
                    ringtonePlayer.stop(); 
                    hangUpCurrentSession(); 
                } 
                Toaster.longToast("Call was stopped by timer"); 
            } 
        }; 
    } 
 
 
    private QBRTCSession getCurrentSession() { 
        return currentSession; 
    } 
 
    public void rejectCurrentSession() { 
        if (getCurrentSession() != null) { 
            getCurrentSession().rejectCall(new HashMap<String, String>()); 
        } 
    } 
 
    public void hangUpCurrentSession() { 
        ringtonePlayer.stop(); 
        if (getCurrentSession() != null) { 
            getCurrentSession().hangUp(new HashMap<String, String>()); 
        } 
    } 
 
    private void setAudioEnabled(boolean isAudioEnabled) { 
        if (currentSession != null && currentSession.getMediaStreamManager() != null) 
{ 
            
currentSession.getMediaStreamManager().getLocalAudioTrack().setEnabled(isAudioEnabled)
; 
        } 
    } 
 
    private void setVideoEnabled(boolean isVideoEnabled) { 
        if (currentSession != null && currentSession.getMediaStreamManager() != null) 
{ 
            
currentSession.getMediaStreamManager().getLocalVideoTrack().setEnabled(isVideoEnabled)
; 
        } 
    } 
 
    private void startIncomeCallTimer(long time) { 
        showIncomingCallWindowTaskHandler.postAtTime(showIncomingCallWindowTask, 
SystemClock.uptimeMillis() + time); 
    } 
 
    private void stopIncomeCallTimer() { 
        Log.d(TAG, "stopIncomeCallTimer"); 
        showIncomingCallWindowTaskHandler.removeCallbacks(showIncomingCallWindowTask); 




    @Override 
    protected void onResume() { 
        super.onResume(); 
        networkConnectionChecker.registerListener(this); 
    } 
 
    @Override 
    protected void onPause() { 
        super.onPause(); 
        networkConnectionChecker.unregisterListener(this); 
    } 
 
    @Override 
    protected void onStop() { 
        super.onStop(); 
        QBChatService.getInstance().removeConnectionListener(connectionListener); 
    } 
 
 
    private void forbiddenCloseByWifiState() { 
        closeByWifiStateAllow = false; 
    } 
 
 
    public void initCurrentSession(QBRTCSession session) { 
        if (session != null) { 
            Log.d(TAG, "Init new QBRTCSession"); 
            this.currentSession = session; 
            this.currentSession.addSessionCallbacksListener(CallActivity.this); 
            this.currentSession.addSignalingCallback(CallActivity.this); 
        } 
    } 
 
    public void releaseCurrentSession() { 
        Log.d(TAG, "Release current session"); 
        if (currentSession != null) { 
            this.currentSession.removeSessionCallbacksListener(CallActivity.this); 
            this.currentSession.removeSignalingCallback(CallActivity.this); 
            rtcClient.removeSessionsCallbacksListener(CallActivity.this); 
            this.currentSession = null; 
        } 
    } 
 
    // ---------------Chat callback methods implementation  ----------------------// 
 
    @Override 
    public void onReceiveNewSession(final QBRTCSession session) { 
        Log.d(TAG, "Session " + session.getSessionID() + " are income"); 
        if (getCurrentSession() != null) { 
            Log.d(TAG, "Stop new session. Device now is busy"); 
            session.rejectCall(null); 
        } 
    } 
 
    @Override 
    public void onUserNotAnswer(QBRTCSession session, Integer userID) { 
        if (!session.equals(getCurrentSession())) { 
            return; 
        } 
        ringtonePlayer.stop(); 
    } 
 
    @Override 
    public void onUserNoActions(QBRTCSession qbrtcSession, Integer integer) { 
        startIncomeCallTimer(0); 
    } 
 
    @Override 
    public void onCallAcceptByUser(QBRTCSession session, Integer userId, Map<String, 
String> userInfo) { 
        if (!session.equals(getCurrentSession())) { 
            return; 
        } 
        ringtonePlayer.stop(); 
    } 
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    @Override 
    public void onCallRejectByUser(QBRTCSession session, Integer userID, Map<String, 
String> userInfo) { 
        if (!session.equals(getCurrentSession())) { 
            return; 
        } 
        ringtonePlayer.stop(); 
    } 
 
    @Override 
    public void onConnectionClosedForUser(QBRTCSession session, Integer userID) { 
        // Close app after session close of network was disabled 
        if (hangUpReason != null && hangUpReason.equals(Consts.WIFI_DISABLED)) { 
            Intent returnIntent = new Intent(); 
            setResult(Consts.CALL_ACTIVITY_CLOSE_WIFI_DISABLED, returnIntent); 
            finish(); 
        } 
    } 
 
    @Override 
    public void onStateChanged(QBRTCSession qbrtcSession, 
BaseSession.QBRTCSessionState qbrtcSessionState) { 
 
    } 
 
    @Override 
    public void onConnectedToUser(QBRTCSession session, final Integer userID) { 
        callStarted = true; 
        notifyCallStateListenersCallStarted(); 
        forbiddenCloseByWifiState(); 
        if (isInCommingCall) { 
            stopIncomeCallTimer(); 
        } 
        Log.d(TAG, "onConnectedToUser() is started"); 
    } 
 
    @Override 
    public void onSessionClosed(final QBRTCSession session) { 
 
        Log.d(TAG, "Session " + session.getSessionID() + " start stop session"); 
 
        if (session.equals(getCurrentSession())) { 
            Log.d(TAG, "Stop session"); 
 
            if (audioManager != null) { 
                audioManager.close(); 
            } 
            releaseCurrentSession(); 
 
            closeByWifiStateAllow = true; 
            finish(); 
        } 
    } 
 
    @Override 
    public void onSessionStartClose(final QBRTCSession session) { 
        if (session.equals(getCurrentSession())) { 
            session.removeSessionCallbacksListener(CallActivity.this); 
            notifyCallStateListenersCallStopped(); 
        } 
    } 
 
    @Override 
    public void onDisconnectedFromUser(QBRTCSession session, Integer userID) { 
 
    } 
 
    private void showToast(final int message) { 
        runOnUiThread(new Runnable() { 
            @Override 
            public void run() { 
                Toaster.shortToast(message); 
            } 
        }); 
    } 
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    private void showToast(final String message) { 
        runOnUiThread(new Runnable() { 
            @Override 
            public void run() { 
                Toaster.shortToast(message); 
            } 
        }); 
    } 
 
    @Override 
    public void onReceiveHangUpFromUser(final QBRTCSession session, final Integer 
userID, Map<String, String> map) { 
        if (session.equals(getCurrentSession())) { 
 
            if (userID.equals(session.getCallerID())) { 
                hangUpCurrentSession(); 
                Log.d(TAG, "initiator hung up the call"); 
            } 
 
            QBUser participant = dbManager.getUserById(userID); 
            final String participantName = participant != null ? 
participant.getFullName() : String.valueOf(userID); 
 
            showToast("User " + participantName + " " + 
getString(R.string.text_status_hang_up) + " conversation"); 
        } 
    } 
 
    private android.support.v4.app.Fragment getCurrentFragment() { 
        return getSupportFragmentManager().findFragmentById(R.id.fragment_container); 
    } 
 
    private void addIncomeCallFragment() { 
        Log.d(TAG, "QBRTCSession in addIncomeCallFragment is " + currentSession); 
 
        if (currentSession != null) { 
            IncomeCallFragment fragment = new IncomeCallFragment(); 
            FragmentExecuotr.addFragment(getSupportFragmentManager(), 
R.id.fragment_container, fragment, INCOME_CALL_FRAGMENT); 
        } else { 
            Log.d(TAG, "SKIP addIncomeCallFragment method"); 
        } 
    } 
 
    private void addConversationFragment(boolean isIncomingCall) { 
        BaseConversationFragment conversationFragment = 
BaseConversationFragment.newInstance( 
                isVideoCall 
                        ? new VideoConversationFragment() 
                        : new AudioConversationFragment(), 
                isIncomingCall); 
        FragmentExecuotr.addFragment(getSupportFragmentManager(), 
R.id.fragment_container, conversationFragment, 
conversationFragment.getClass().getSimpleName()); 
    } 
 
    public SharedPreferences getDefaultSharedPrefs() { 
        return sharedPref; 
    } 
 
    @Override 
    public void onSuccessSendingPacket(QBSignalingSpec.QBSignalCMD qbSignalCMD, 
Integer integer) { 
    } 
 
    @Override 
    public void onErrorSendingPacket(QBSignalingSpec.QBSignalCMD qbSignalCMD, Integer 
userId, QBRTCSignalException e) { 
        showToast(R.string.dlg_signal_error); 
    } 
 
 
    public void onUseHeadSet(boolean use) { 
        audioManager.setManageHeadsetByDefault(use); 
    } 
 
    public void sendHeadsetState() { 
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        if (isInCommingCall) { 
            onChangeDynamicCallback.enableDynamicToggle(headsetPlugged, 
previousDeviceEarPiece); 
        } 
    } 
 
    @Override 
    public void onAcceptCurrentSession() { 
        if (currentSession != null) { 
            addConversationFragment(true); 
        } else { 
            Log.d(TAG, "SKIP addConversationFragment method"); 
        } 
    } 
 
    @Override 
    public void onRejectCurrentSession() { 
        rejectCurrentSession(); 
    } 




    @Override 
    public void onBackPressed() { 
        android.support.v4.app.Fragment fragmentByTag = 
getSupportFragmentManager().findFragmentByTag(ScreenShareFragment.TAG); 
        if (fragmentByTag instanceof ScreenShareFragment) { 
            returnToCamera(); 
            super.onBackPressed(); 
        } 
    } 
 
    @Override 
    protected void onDestroy() { 
        super.onDestroy(); 
    } 
 
 
    ////////////////////////////// ConversationFragmentCallbackListener 
//////////////////////////// 
 
    @Override 
    public void addTCClientConnectionCallback(QBRTCSessionStateCallback 
clientConnectionCallbacks) { 
        if (currentSession != null) { 
            currentSession.addSessionCallbacksListener(clientConnectionCallbacks); 
        } 
    } 
 
    @Override 
    public void addRTCSessionEventsCallback(QBRTCSessionEventsCallback eventsCallback) 
{ 
        QBRTCClient.getInstance(this).addSessionCallbacksListener(eventsCallback); 
    } 
 
    @Override 
    public void onSetAudioEnabled(boolean isAudioEnabled) { 
        setAudioEnabled(isAudioEnabled); 
    } 
 
    @Override 
    public void onHangUpCurrentSession() { 
        hangUpCurrentSession(); 
    } 
 
    @TargetApi(21) 
    @Override 
    public void onStartScreenSharing() { 
        if (Build.VERSION.SDK_INT < Build.VERSION_CODES.LOLLIPOP) { 
            return; 
        } 
        QBRTCScreenCapturer.requestPermissions(CallActivity.this); 
    } 
 
    @Override 
    public void onSwitchCamera(CameraVideoCapturer.CameraSwitchHandler 
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cameraSwitchHandler) { 
        
((QBRTCCameraVideoCapturer)(currentSession.getMediaStreamManager().getVideoCapturer())
) 
                .switchCamera(cameraSwitchHandler); 
    } 
 
    @Override 
    public void onSetVideoEnabled(boolean isNeedEnableCam) { 
        setVideoEnabled(isNeedEnableCam); 
    } 
 
    @Override 
    public void onSwitchAudio() { 
        if (audioManager.getSelectedAudioDevice() == 
AppRTCAudioManager.AudioDevice.WIRED_HEADSET 
                || audioManager.getSelectedAudioDevice() == 
AppRTCAudioManager.AudioDevice.EARPIECE) { 
            audioManager.setAudioDevice(AppRTCAudioManager.AudioDevice.SPEAKER_PHONE); 
        } else { 
            audioManager.setAudioDevice(AppRTCAudioManager.AudioDevice.EARPIECE); 
        } 
    } 
 
    @Override 
    public void removeRTCClientConnectionCallback(QBRTCSessionStateCallback 
clientConnectionCallbacks) { 
        if (currentSession != null) { 
            currentSession.removeSessionCallbacksListener(clientConnectionCallbacks); 
        } 
    } 
 
    @Override 
    public void removeRTCSessionEventsCallback(QBRTCSessionEventsCallback 
eventsCallback) { 
        QBRTCClient.getInstance(this).removeSessionsCallbacksListener(eventsCallback); 
    } 
 
    @Override 
    public void addCurrentCallStateCallback(CurrentCallStateCallback 
currentCallStateCallback) { 
        currentCallStateCallbackList.add(currentCallStateCallback); 
    } 
 
    @Override 
    public void removeCurrentCallStateCallback(CurrentCallStateCallback 
currentCallStateCallback) { 
        currentCallStateCallbackList.remove(currentCallStateCallback); 
    } 
 
    @Override 
    public void addOnChangeDynamicToggle(OnChangeDynamicToggle 
onChangeDynamicCallback) { 
        this.onChangeDynamicCallback = onChangeDynamicCallback; 
        sendHeadsetState(); 
    } 
 
    @Override 
    public void removeOnChangeDynamicToggle(OnChangeDynamicToggle 
onChangeDynamicCallback) { 
        this.onChangeDynamicCallback = null; 
    } 
 
    @Override 
    public void onStopPreview() { 
        onBackPressed(); 
    } 
 
    //////////////////////////////////////////   end   
///////////////////////////////////////////// 
    private class ConnectionListener extends AbstractConnectionListener { 
        @Override 
        public void connectionClosedOnError(Exception e) { 
            showNotificationPopUp(R.string.connection_was_lost, true); 
            setExpirationReconnectionTime(); 
        } 
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        @Override 
        public void reconnectionSuccessful() { 
            showNotificationPopUp(R.string.connection_was_lost, false); 
        } 
 
        @Override 
        public void reconnectingIn(int seconds) { 
            Log.i(TAG, "reconnectingIn " + seconds); 
            if (!callStarted) { 
                hangUpAfterLongReconnection(); 
            } 
        } 
    } 
 
    public interface OnChangeDynamicToggle { 
        void enableDynamicToggle(boolean plugged, boolean wasEarpiece); 
    } 
 
 
    public interface CurrentCallStateCallback { 
        void onCallStarted(); 
 
        void onCallStopped(); 
 
        void onOpponentsListUpdated(ArrayList<QBUser> newUsers); 
    } 
 
    private void notifyCallStateListenersCallStarted() { 
        for (CurrentCallStateCallback callback : currentCallStateCallbackList) { 
            callback.onCallStarted(); 
        } 
    } 
 
    private void notifyCallStateListenersCallStopped() { 
        for (CurrentCallStateCallback callback : currentCallStateCallbackList) { 
            callback.onCallStopped(); 
        } 
    } 
 
    private void notifyCallStateListenersNeedUpdateOpponentsList(final 
ArrayList<QBUser> newUsers) { 
        for (CurrentCallStateCallback callback : currentCallStateCallbackList) { 
            callback.onOpponentsListUpdated(newUsers); 
        } 




    Clase Activity OpponentsActivity.java, encargado de manejar la lista de todos los 
usuarios opouestos a la llamada, esta clase se modifico para que al realizar una video 
llamada con uno de lo usuarios de la lista de usuarios opouestos se verifique el tipo 
de usuario actual que esta invocando el evento y según eso presente distintos tipo de 











































 * QuickBlox team 
 */ 
public class OpponentsActivity extends BaseActivity { 
    private static final String TAG = OpponentsActivity.class.getSimpleName(); 
 
    private static final long ON_ITEM_CLICK_DELAY = TimeUnit.SECONDS.toMillis(10); 
 
    private OpponentsAdapter opponentsAdapter; 
    private ListView opponentsListView; 
     private QBUser currentUser; 
    private ArrayList<QBUser> currentOpponentsList; 
    private QbUsersDbManager dbManager; 
    private boolean isRunForCall; 
    private WebRtcSessionManager webRtcSessionManager; 
 
    private PermissionsChecker checker; 
 
    public static void start(Context context, boolean isRunForCall) { 
        Intent intent = new Intent(context, OpponentsActivity.class); 
        intent.addFlags(Intent.FLAG_ACTIVITY_NEW_TASK | 
Intent.FLAG_ACTIVITY_REORDER_TO_FRONT); 
        intent.putExtra(Consts.EXTRA_IS_STARTED_FOR_CALL, isRunForCall); 
        context.startActivity(intent); 
    } 
 
    @Override 
    public void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        Fabric.with(this, new Crashlytics()); 
        setContentView(R.layout.activity_opponents); 
 
        initFields(); 
 
        initDefaultActionBar(); 
 
        initUi(); 
 
        startLoadUsers(); 
 
        if (isRunForCall && webRtcSessionManager.getCurrentSession() != null) { 
            CallActivity.start(OpponentsActivity.this, true, 
currentUser.getFullName()); 
        } 
 
        checker = new PermissionsChecker(getApplicationContext()); 
    } 
 
    @Override 
    protected void onResume() { 
        super.onResume(); 
        initUsersList(); 
    } 
 
    @Override 
    protected void onNewIntent(Intent intent) { 
        super.onNewIntent(intent); 
        if (intent.getExtras() != null) { 
            isRunForCall = 
intent.getExtras().getBoolean(Consts.EXTRA_IS_STARTED_FOR_CALL); 
            if (isRunForCall && webRtcSessionManager.getCurrentSession() != null) { 
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                CallActivity.start(OpponentsActivity.this, true, 
currentUser.getFullName()); 
            } 
        } 
    } 
 
    @Override 
    protected View getSnackbarAnchorView() { 
        return findViewById(R.id.list_opponents); 
    } 
 
    private void startPermissionsActivity(boolean checkOnlyAudio) { 
        PermissionsActivity.startActivity(this, checkOnlyAudio, Consts.PERMISSIONS); 
    } 
 
    private void initFields() { 
        Bundle extras = getIntent().getExtras(); 
        if (extras != null) { 
            isRunForCall = extras.getBoolean(Consts.EXTRA_IS_STARTED_FOR_CALL); 
        } 
 
        currentUser = sharedPrefsHelper.getQbUser(); 
        dbManager = QbUsersDbManager.getInstance(getApplicationContext()); 
        webRtcSessionManager = 
WebRtcSessionManager.getInstance(getApplicationContext()); 
 
        Log.i("CURRENT_USER",currentUser.getFullName() + ", Id : " + 
currentUser.getId()); 
 
    } 
 
    private void startLoadUsers() { 
        showProgressDialog(R.string.dlg_loading_opponents); 
        String currentRoomName = 
SharedPrefsHelper.getInstance().get(Consts.PREF_CURREN_ROOM_NAME); 
        requestExecutor.loadUsersByTag(currentRoomName, new 
QBEntityCallback<ArrayList<QBUser>>() { 
            @Override 
            public void onSuccess(ArrayList<QBUser> result, Bundle params) { 
                hideProgressDialog(); 
                dbManager.saveAllUsers(result, true); 
                initUsersList(); 
            } 
 
            @Override 
            public void onError(QBResponseException responseException) { 
                hideProgressDialog(); 
                showErrorSnackbar(R.string.loading_users_error, responseException, new 
View.OnClickListener() { 
                    @Override 
                    public void onClick(View v) { 
                        startLoadUsers(); 
                    } 
                }); 
            } 
        }); 
    } 
 
    private void initUi() { 
        opponentsListView = (ListView) findViewById(R.id.list_opponents); 
    } 
 
    private boolean isCurrentOpponentsListActual(ArrayList<QBUser> 
actualCurrentOpponentsList) { 
        boolean equalActual = 
actualCurrentOpponentsList.retainAll(currentOpponentsList); 
        boolean equalCurrent = 
currentOpponentsList.retainAll(actualCurrentOpponentsList); 
        return !equalActual && !equalCurrent; 
    } 
 
    private void initUsersList() { 
//      checking whether currentOpponentsList is actual, if yes - return 
        if (currentOpponentsList != null) { 
            ArrayList<QBUser> actualCurrentOpponentsList = dbManager.getAllUsers(); 
            actualCurrentOpponentsList.remove(sharedPrefsHelper.getQbUser()); 
            if (isCurrentOpponentsListActual(actualCurrentOpponentsList)) { 
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                return; 
            } 
        } 
        proceedInitUsersList(); 
    } 
 
    private void proceedInitUsersList() { 
        currentOpponentsList = dbManager.getAllUsers(); 
        Log.d(TAG, "proceedInitUsersList currentOpponentsList= " + 
currentOpponentsList); 
        currentOpponentsList.remove(sharedPrefsHelper.getQbUser()); 
        opponentsAdapter = new OpponentsAdapter(this, currentOpponentsList); 
        opponentsAdapter.setSelectedItemsCountsChangedListener(new 
OpponentsAdapter.SelectedItemsCountsChangedListener() { 
            @Override 
            public void onCountSelectedItemsChanged(int count) { 
                updateActionBar(count); 
            } 
        }); 
 
        opponentsListView.setAdapter(opponentsAdapter); 
    } 
 
    @Override 
    public boolean onCreateOptionsMenu(Menu menu) { 
        if (opponentsAdapter != null && 
!opponentsAdapter.getSelectedItems().isEmpty()) { 
            getMenuInflater().inflate(R.menu.activity_selected_opponents, menu); 
        } else { 
            getMenuInflater().inflate(R.menu.activity_opponents, menu); 
        } 
 
        return super.onCreateOptionsMenu(menu); 
    } 
 
    @Override 
    public boolean onOptionsItemSelected(MenuItem item) { 
        int id = item.getItemId(); 
 
        switch (id) { 
            case R.id.update_opponents_list: 
                startLoadUsers(); 
                return true; 
 
            case R.id.settings: 
                showSettings(); 
                return true; 
 
            case R.id.log_out: 
                logOut(); 
                return true; 
 
            case R.id.start_video_call: 
                if (isLoggedInChat()) { 
                    startCall(true); 
                } 
                if (checker.lacksPermissions(Consts.PERMISSIONS)) { 
                    startPermissionsActivity(false); 
                } 
                return true; 
 
            case R.id.start_audio_call: 
                if (isLoggedInChat()) { 
                    startCall(false); 
                } 
                if (checker.lacksPermissions(Consts.PERMISSIONS[1])) { 
                    startPermissionsActivity(true); 
                } 
                return true; 
 
            default: 
                return super.onOptionsItemSelected(item); 
        } 
    } 
 
    private boolean isLoggedInChat() { 
        if (!QBChatService.getInstance().isLoggedIn()) { 
526 
            Toaster.shortToast(R.string.dlg_signal_error); 
            tryReLoginToChat(); 
            return false; 
        } 
        return true; 
    } 
 
    private void tryReLoginToChat() { 
        if (sharedPrefsHelper.hasQbUser()) { 
            QBUser qbUser = sharedPrefsHelper.getQbUser(); 
            CallService.start(this, qbUser); 
        } 
    } 
 
    private void showSettings() { 
        SettingsActivity.start(this); 
    } 
 
    private void startCall(boolean isVideoCall) { 
        if (opponentsAdapter.getSelectedItems().size() > Consts.MAX_OPPONENTS_COUNT) { 
            
Toaster.longToast(String.format(getString(R.string.error_max_opponents_count), 
                    Consts.MAX_OPPONENTS_COUNT)); 
            return; 
        } 
 
        Log.d(TAG, "startCall()"); 
        ArrayList<Integer> opponentsList = 
CollectionsUtils.getIdsSelectedOpponents(opponentsAdapter.getSelectedItems()); 
        QBRTCTypes.QBConferenceType conferenceType = isVideoCall 
                ? QBRTCTypes.QBConferenceType.QB_CONFERENCE_TYPE_VIDEO 
                : QBRTCTypes.QBConferenceType.QB_CONFERENCE_TYPE_AUDIO; 
 
        QBRTCClient qbrtcClient = QBRTCClient.getInstance(getApplicationContext()); 
 
        QBRTCSession newQbRtcSession = 
qbrtcClient.createNewSessionWithOpponents(opponentsList, conferenceType); 
 
        WebRtcSessionManager.getInstance(this).setCurrentSession(newQbRtcSession); 
 
        PushNotificationSender.sendPushMessage(opponentsList, 
currentUser.getFullName()); 
 
        CallActivity.start(this, false, currentUser.getFullName()); 
        Log.d(TAG, "conferenceType = " + conferenceType); 
    } 
 
    private void initActionBarWithSelectedUsers(int countSelectedUsers) { 
        setActionBarTitle(String.format(getString( 
                countSelectedUsers > 1 
                        ? R.string.tile_many_users_selected 
                        : R.string.title_one_user_selected), 
                countSelectedUsers)); 
    } 
 
    private void updateActionBar(int countSelectedUsers) { 
        if (countSelectedUsers < 1) { 
            initDefaultActionBar(); 
        } else { 
            removeActionbarSubTitle(); 
            initActionBarWithSelectedUsers(countSelectedUsers); 
        } 
 
        invalidateOptionsMenu(); 
    } 
 
    private void logOut() { 
        unsubscribeFromPushes(); 
        startLogoutCommand(); 
        removeAllUserData(); 
        startLoginActivity(); 
    } 
 
    private void startLogoutCommand() { 
        CallService.logout(this); 
    } 
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    private void unsubscribeFromPushes() { 
        SubscribeService.unSubscribeFromPushes(this); 
    } 
 
    private void removeAllUserData() { 
        UsersUtils.removeUserData(getApplicationContext()); 
        requestExecutor.deleteCurrentUser(currentUser.getId(), new 
QBEntityCallback<Void>() { 
            @Override 
            public void onSuccess(Void aVoid, Bundle bundle) { 
                Log.d(TAG, "Current user was deleted from QB"); 
            } 
 
            @Override 
            public void onError(QBResponseException e) { 
                Log.e(TAG, "Current user wasn't deleted from QB " + e); 
            } 
        }); 
    } 
 
    private void startLoginActivity() { 
        LoginActivity.start(this); 
        finish(); 




    Clase Activity VideoConversationFragment.java, encargado de derivarla vista 
necesaria según el tipo de usuario logeado, en este caso si el usuario que inicio la 
sesión lo realizó con el usuario User1 entonces, este al realizar la video llamada 
entrará como usuario experto del control del sistema Robotico, en caso contrario este 























































































import static android.content.Context.SENSOR_SERVICE; 




 * QuickBlox team 
 */ 
public class VideoConversationFragment extends BaseConversationFragment implements 
Serializable, QBRTCClientVideoTracksCallbacks<QBRTCSession>, 
        QBRTCSessionStateCallback<QBRTCSession>, QBRTCSessionEventsCallback, 
OpponentsFromCallAdapter.OnAdapterEventListener , SensorEventListener { 
 
    private static final int DEFAULT_ROWS_COUNT = 2; 
    private static final int DEFAULT_COLS_COUNT = 3; 
    private static final long TOGGLE_CAMERA_DELAY = 1000; 
    private static final long LOCAL_TRACk_INITIALIZE_DELAY = 500; 
    private static final int RECYCLE_VIEW_PADDING = 2; 
    private static final long UPDATING_USERS_DELAY = 2000; 
    private static final long FULL_SCREEN_CLICK_DELAY = 1000; 
    private static final int REQUEST_CODE_ATTACHMENT = 100; 
 
    private String TAG = VideoConversationFragment.class.getSimpleName(); 
 
    private ToggleButton cameraToggle; 
    private View view; 
    private LinearLayout actionVideoButtonsLayout; 
    private QBRTCSurfaceView remoteFullScreenVideoView; 
    private QBRTCSurfaceView localVideoView; 
    private CameraState cameraState = CameraState.DISABLED_FROM_USER; 
    private RecyclerView recyclerView; 
    private SparseArray<OpponentsFromCallAdapter.ViewHolder> opponentViewHolders; 
    private boolean isPeerToPeerCall; 
    private QBRTCVideoTrack localVideoTrack; 
    private TextView connectionStatusLocal; 
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    private Map<Integer, QBRTCVideoTrack> videoTrackMap; 
    private OpponentsFromCallAdapter opponentsAdapter; 
    private LocalViewOnClickListener localViewOnClickListener; 
    private boolean isRemoteShown; 
 
    private int amountOpponents; 
    private int userIDFullScreen; 
    private List<QBUser> allOpponents; 
    private boolean connectionEstablished; 
    private boolean allCallbacksInit; 
    private boolean isCurrentCameraFront; 
    private boolean isLocalVideoFullScreen; 
 
 
    /*********** Navigator   *******************/ 
 
    private ImageView ledbluetooth; 
    private ImageView ledAcelerometro; 
    private Switch switch1; 
    private TextView txtLog; 
    private TextView txtLog2; 
    private TextView txtLog3; 
    private ImageView btnleft; 
    private ImageView btnRight; 
    private ImageView btnUp; 
    private ImageView btnDown; 
    private boolean flagAcel; 
    private boolean asyncFlag; 
    private BluetoothAdapter bluetoothAdapter; 
    private SensorManager sensorManager; 
    private int sliderValue = 0; 
    private TextView sliderProgressTextValue; 
 
    private BluetoothDevice mdevice; 
    private BluetoothSocket btSocket; 
    private ConnectAsyncTask connectAsyncTask; 
    private SeekBar slideNavigator; 
 
    private AlertDialog alertDialog; 
 
    private Float mAccelerationGx; 
    private Float mAccelerationGy; 
    private int  [] GxyValues = new int[2]; 
    private static final byte COMMAND_STATIC = 0x0; 
    private static final byte COMMAND_FORWARD = 0x1; 
    private static final byte COMMAND_BACKWARD = 0x2; 
    private static final byte COMMAND_CLOCKWISE = 0x3; 
    private static final byte COMMAND_ANTICLOCKWISE = 0x4; 
    private static final byte COMMAND_FORWARD_ANTICLOCKWISE=0x5; 
    private static final byte COMMAND_FORWARD_CLOCKWISE=0x6; 
    private static final byte COMMAND_BACKWARD_ANTICLOCKWISE=0x7; 
    private static final byte COMMAND_BACKWARD_CLOCKWISE=0x8; 
   private static final byte BYTE_OVERLOAD = 0x7f; 
    private static final byte BYTE_START = 0x7e; 
    // protocolo establecido para comunicacion bluetooth: Start:7e-tipe:02-
dataLength:255(max)-data:2-checksum 
   private byte [] bufferStaticState = {0,0,0,0,0,0,0}; 
   private byte [] bufferOneState = {0,0,0,0,0,0,0,0}; 
   private byte [] bufferBiState = {0,0,0,0,0,0,0,0,0}; 
   private long actualTime = 0L; 
   private long oldTime = 0L; 
    private static final String MAC_ADRESS="20:14:10:23:14:15"; //BLUETOOTH ADDRESS 
    private BroadcastReceiver mReceiver; 
    private Handler autoCancelHandler = new Handler(Looper.getMainLooper()); 
    private Runnable autoCancelTask = new Runnable() { 
        @Override 
        public void run() { 
            if (alertDialog != null && alertDialog.isShowing()){ 
                alertDialog.dismiss(); 
            } 
        } 
    }; 
 
 




    @Override 
    public View onCreateView(LayoutInflater inflater, ViewGroup container, Bundle 
savedInstanceState) { 
        view = super.onCreateView(inflater, container, savedInstanceState); 
        return view; 





    @Override 
    protected void configureOutgoingScreen() { 
        
outgoingOpponentsRelativeLayout.setBackgroundColor(ContextCompat.getColor(getActivity(
), R.color.grey_transparent_50)); 
        allOpponentsTextView.setTextColor(ContextCompat.getColor(getActivity(), 
R.color.white)); 
        ringingTextView.setTextColor(ContextCompat.getColor(getActivity(), 
R.color.white)); 
    } 
 
    @Override 
    protected void configureActionBar() { 
        actionBar = ((AppCompatActivity) 
getActivity()).getDelegate().getSupportActionBar(); 
        actionBar.setDisplayShowTitleEnabled(false); 
    } 
 
    @Override 
    public void onActivityCreated(@Nullable Bundle savedInstanceState) { 
        super.onActivityCreated(savedInstanceState); 
 
        ledbluetooth= (ImageView)  getView().findViewById(R.id.ledbluetooht); 
        ledAcelerometro= (ImageView)getView().findViewById(R.id.ledAcelerometro); 
        switch1= (Switch)getView().findViewById(R.id.switch1); 
        txtLog= (TextView)getView().findViewById(R.id.txtLog); 
        txtLog2= (TextView)getView().findViewById(R.id.txtLog2); 
        txtLog3= (TextView)getView().findViewById(R.id.txtLog3); 
 
            slideNavigator = (SeekBar) getView().findViewById(R.id.slideNavigator); 
            sliderProgressTextValue = (TextView) 
getView().findViewById(R.id.sliderProgressTextValue); 
 
        btnleft= (ImageView)getView().findViewById(R.id.imgLeft); 
        btnRight= (ImageView)getView().findViewById(R.id.imgRight); 
        btnUp = (ImageView)getView().findViewById(R.id.imgUp); 




        if(currentUser.getFullName().compareToIgnoreCase("user1") == 0) { 
 
            connectAsyncTask = new ConnectAsyncTask(); 
            bluetoothAdapter = BluetoothAdapter.getDefaultAdapter(); 
            flagAcel= false; 
            asyncFlag=false; 
                slideNavigator.setMax(100); 
                slideNavigator.setProgress(1); 
                mAccelerationGx = Float.valueOf((float) 0.0); 
                mAccelerationGy = Float.valueOf((float) 0.0); 
 
                ledbluetooth.setVisibility(View.VISIBLE); 
                ledAcelerometro.setVisibility(View.VISIBLE); 
                switch1.setVisibility(View.VISIBLE); 
                txtLog.setVisibility(View.VISIBLE); 
                txtLog2.setVisibility(View.VISIBLE); 
                txtLog3.setVisibility(View.VISIBLE); 
                btnleft.setVisibility(View.VISIBLE); 
                btnRight.setVisibility(View.VISIBLE); 
                btnUp.setVisibility(View.VISIBLE); 
                btnDown.setVisibility(View.VISIBLE); 
                slideNavigator.setVisibility(View.VISIBLE); 
                sliderProgressTextValue.setVisibility(View.VISIBLE); 
 
                slideNavigator.setOnSeekBarChangeListener(new 
SeekBar.OnSeekBarChangeListener() { 
                    @Override 
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                    public void onProgressChanged(SeekBar seekBar, int progress, 
boolean b) { 
                        sliderValue = progress; 
                        sliderProgressTextValue.setText("Rate value :  " + progress); 
                    } 
 
                    @Override 
                    public void onStartTrackingTouch(SeekBar seekBar) { 
                        // TODO Auto-generated method stub 
                    } 
 
                    @Override 
                    public void onStopTrackingTouch(SeekBar seekBar) { 
                        // TODO Auto-generated method stub 
                    } 
                }); 
 
            switch1.setChecked(false); 
            if(switch1.isChecked()){ 
                ledAcelerometro.setImageResource(R.drawable.ledverde); 
                flagAcel=true; 
            }else { 
                flagAcel= false; 
                ledAcelerometro.setImageResource(R.drawable.ledrojo); 
            } 
 
            switch1.setOnCheckedChangeListener(new 
CompoundButton.OnCheckedChangeListener() { 
 
                @Override 
                public void onCheckedChanged(CompoundButton buttonView, boolean 
isChecked) { 
                    if(isChecked){ 
                        ledAcelerometro.setImageResource(R.drawable.ledverde); 
                        flagAcel=true; 
                    }else { 
                        flagAcel= false; 
                        while(actualTime - oldTime< 500L) { 
                            actualTime = System.currentTimeMillis(); 
                        } 
                        enviarTramaBluetooth(GxyValues,bufferStaticState, 
COMMAND_STATIC); 
                        oldTime = 0L; 
                        actualTime = 0L; 
                        ledAcelerometro.setImageResource(R.drawable.ledrojo); 
                    } 
 
                } 
 
            }); 
 
            connectDevice(); 
 
            btnleft.setOnTouchListener(new View.OnTouchListener() { 
 
            private Handler mHandler; 
                @Override 
                public boolean onTouch(View v, MotionEvent event) { 
                    int action = event.getAction(); 
                    if(action == MotionEvent.ACTION_DOWN){ 
                        btnDown.setImageResource(R.drawable.down); 
                        btnleft.setImageResource(R.drawable.leftpress); 
                        btnRight.setImageResource(R.drawable.right); 
                        btnUp.setImageResource(R.drawable.up); 
                        GxyValues[0] = sliderValue; 
                        if (mHandler != null) return true; 
                        mHandler = new Handler(); 
                        mHandler.postDelayed(mAction, 500); 
                    } 
                    else if(action== MotionEvent.ACTION_UP){ 
                        btnUp.setImageResource(R.drawable.up); 
                        btnleft.setImageResource(R.drawable.left); 
                        btnRight.setImageResource(R.drawable.right); 
                        btnDown.setImageResource(R.drawable.down); 
                        if (mHandler == null) return true; 
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
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                        enviarTramaBluetooth(GxyValues,bufferStaticState, 
COMMAND_STATIC); 
                    } 
                    return true; 
                } 
 
                Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        enviarTramaBluetooth(GxyValues,bufferOneState, 
COMMAND_ANTICLOCKWISE); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
            }); 
 
 
            btnRight.setOnTouchListener(new View.OnTouchListener() { 
 
            private Handler mHandler; 
 
                @Override 
                public boolean onTouch(View v, MotionEvent event) { 
                    int action = event.getAction(); 
                    if(action == MotionEvent.ACTION_DOWN){ 
                        btnDown.setImageResource(R.drawable.down); 
                        btnRight.setImageResource(R.drawable.rightpress); 
                        btnleft.setImageResource(R.drawable.left); 
                        btnUp.setImageResource(R.drawable.up); 
                        GxyValues[0] = sliderValue; 
                if (mHandler != null) return true; 
                    mHandler = new Handler(); 
                    mHandler.postDelayed(mAction, 500); 
                    } 
                    else if(action== MotionEvent.ACTION_UP){ 
                        btnUp.setImageResource(R.drawable.up); 
                        btnleft.setImageResource(R.drawable.left); 
                        btnRight.setImageResource(R.drawable.right); 
                        btnDown.setImageResource(R.drawable.down); 
                        if (mHandler == null) return true; 
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
                        enviarTramaBluetooth(GxyValues,bufferStaticState, 
COMMAND_STATIC); 
                    } 
                    return true; 
                } 
 
             Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        enviarTramaBluetooth(GxyValues,bufferOneState, 
COMMAND_CLOCKWISE); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
 
            }); 
 
            btnUp.setOnTouchListener(new View.OnTouchListener()  { 
 
                private Handler mHandler; 
 
                @Override 
                public boolean onTouch(View v, MotionEvent event) { 
                    int action = event.getAction(); 
                    if(action == MotionEvent.ACTION_DOWN){ 
                        btnDown.setImageResource(R.drawable.down); 
                        btnleft.setImageResource(R.drawable.left); 
                        btnRight.setImageResource(R.drawable.right); 
                        btnUp.setImageResource(R.drawable.uppress); 
                        GxyValues[0] = sliderValue; 
                        if (mHandler != null) return true; 
                        mHandler = new Handler(); 
                        mHandler.postDelayed(mAction, 500); 
                    } 
                    else if(action== MotionEvent.ACTION_UP){ 
                        btnUp.setImageResource(R.drawable.up); 
                        btnleft.setImageResource(R.drawable.left); 
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                        btnRight.setImageResource(R.drawable.right); 
                        btnDown.setImageResource(R.drawable.down); 
                        if (mHandler == null) return true; 
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
                        enviarTramaBluetooth(GxyValues,bufferStaticState, 
COMMAND_STATIC); 
                    } 
                    return true; 
                } 
 
                Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        enviarTramaBluetooth(GxyValues,bufferOneState, 
COMMAND_FORWARD); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
 
            }); 
 
            btnDown.setOnTouchListener(new View.OnTouchListener() { 
 
            private Handler mHandler; 
 
                @Override 
                public boolean onTouch(View v, MotionEvent event) { 
                    // TODO Auto-generated method stub 
                    int action = event.getAction(); 
                    if(action == MotionEvent.ACTION_DOWN){ 
                        btnUp.setImageResource(R.drawable.up); 
                        btnleft.setImageResource(R.drawable.left); 
                        btnRight.setImageResource(R.drawable.right); 
                        btnDown.setImageResource(R.drawable.downpress); 
                        GxyValues[0] = sliderValue; 
                        if (mHandler != null) return true; 
                        mHandler = new Handler(); 
                        mHandler.postDelayed(mAction, 500); 
                    } 
                    else if(action== MotionEvent.ACTION_UP){ 
                        btnUp.setImageResource(R.drawable.up); 
                        btnleft.setImageResource(R.drawable.left); 
                        btnRight.setImageResource(R.drawable.right); 
                        btnDown.setImageResource(R.drawable.down); 
                        if (mHandler == null) return true; 
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
                        enviarTramaBluetooth(GxyValues,bufferStaticState, 
COMMAND_STATIC); 
                    } 
                    return true; 
                } 
 
                Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        enviarTramaBluetooth(GxyValues,bufferOneState, 
COMMAND_BACKWARD); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
 




            //Captamos el servicio Acelerometro 
            sensorManager= (SensorManager) 
getActivity().getSystemService(SENSOR_SERVICE); 
 
            //Lo activamos dandole las caracter�sticas. 




            //Capturando cambios de estado en el bluetooth 
            mReceiver = new BroadcastReceiver() { 
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                @Override 
                public void onReceive(Context context, Intent intent) { 
                    final String action = intent.getAction(); 
 
                    if (action.equals(BluetoothAdapter.ACTION_STATE_CHANGED)) { 
                        final int state = 
intent.getIntExtra(BluetoothAdapter.EXTRA_STATE, 
                                BluetoothAdapter.ERROR); 
                        switch (state) { 
                            case BluetoothAdapter.STATE_OFF: 
                                ledbluetooth.setImageResource(R.drawable.ledblanco); 
                                Toast.makeText(getActivity().getApplicationContext(), 
"Bluetooth off", Toast.LENGTH_SHORT).show(); 
                                break; 
                            case BluetoothAdapter.STATE_TURNING_OFF: 
                                asyncFlag=false; 
                                Toast.makeText(getActivity().getApplicationContext(), 
"Turning Bluetooth off...", Toast.LENGTH_SHORT).show(); 
                                break; 
                            case BluetoothAdapter.STATE_ON: 
                                if(!asyncFlag){ 
                                    connectDevice(); 
                                } 
                                ledbluetooth.setImageResource(R.drawable.ledazul); 
                                Toast.makeText(getActivity().getApplicationContext(), 
"Bluetooth on", Toast.LENGTH_SHORT).show(); 
                                break; 
                            case BluetoothAdapter.STATE_TURNING_ON: 
                                Toast.makeText(getActivity().getApplicationContext(), 
"Turning Bluetooth on...", Toast.LENGTH_SHORT).show(); 
                                break; 
                        } 
                    } 
                } 
            }; 
 
            IntentFilter filter = new 
IntentFilter(BluetoothAdapter.ACTION_STATE_CHANGED); 
            getActivity().registerReceiver(mReceiver, filter); 
        } 
    } 
 
    @Override 
    protected void configureToolbar() { 
        toolbar.setVisibility(View.VISIBLE); 
        toolbar.setBackgroundColor(ContextCompat.getColor(getActivity(), 
R.color.black_transparent_50)); 
        toolbar.setTitleTextColor(ContextCompat.getColor(getActivity(), 
R.color.white)); 
        toolbar.setSubtitleTextColor(ContextCompat.getColor(getActivity(), 
R.color.white)); 
    } 
 
    @Override 
    int getFragmentLayout() { 
        return R.layout.fragment_video_conversation; 
    } 
 
    @Override 
    protected void initFields() { 
        super.initFields(); 
        localViewOnClickListener = new LocalViewOnClickListener(); 
        amountOpponents = opponents.size(); 
        allOpponents = Collections.synchronizedList(new 
ArrayList<QBUser>(opponents.size())); 
        allOpponents.addAll(opponents); 
 
        timerChronometer = (Chronometer) 
getActivity().findViewById(R.id.timer_chronometer_action_bar); 
 
        isPeerToPeerCall = opponents.size() == 1; 
 
        Log.i("Opponent Name User : " , opponents.get(0).getFullName()); 
 
 
    } 
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    public void setDuringCallActionBar() { 
        actionBar.setDisplayShowTitleEnabled(true); 
        actionBar.setTitle(currentUser.getFullName()); 
        if (isPeerToPeerCall) { 
            actionBar.setSubtitle(getString(R.string.opponent, 
opponents.get(0).getFullName())); 
        } else { 
            actionBar.setSubtitle(getString(R.string.opponents, amountOpponents)); 
        } 
 
        actionButtonsEnabled(true); 
    } 
 
    private void initVideoTrackSListener() { 
        if (currentSession != null) { 
            currentSession.addVideoTrackCallbacksListener(this); 
        } 
    } 
 
    private void removeVideoTrackSListener() { 
        if (currentSession != null) { 
            currentSession.removeVideoTrackCallbacksListener(this); 
        } 
    } 
 
    @Override 
    protected void actionButtonsEnabled(boolean inability) { 
        super.actionButtonsEnabled(inability); 
        cameraToggle.setEnabled(inability); 
        // inactivate toggle buttons 
        cameraToggle.setActivated(inability); 
    } 
 
    @Override 
    public void onStart() { 
        super.onStart(); 
        Log.i(TAG, "onStart"); 
        if (!allCallbacksInit) { 
            conversationFragmentCallbackListener.addTCClientConnectionCallback(this); 
            conversationFragmentCallbackListener.addRTCSessionEventsCallback(this); 
            initVideoTrackSListener(); 
            allCallbacksInit = true; 
        } 
    } 
 
    @Override 
    public void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        Log.i(TAG, "onCreate"); 
        setHasOptionsMenu(true); 
    } 
 
    @Override 
    protected void initViews(View view) { 
        super.initViews(view); 
        Log.i(TAG, "initViews"); 
        opponentViewHolders = new SparseArray<>(opponents.size()); 
        isRemoteShown = false; 
        isCurrentCameraFront = true; 
        localVideoView = (QBRTCSurfaceView) view.findViewById(R.id.local_video_view); 
        initCorrectSizeForLocalView(); 
        localVideoView.setZOrderMediaOverlay(true); 
 
        remoteFullScreenVideoView = (QBRTCSurfaceView) 
view.findViewById(R.id.remote_video_view); 
        remoteFullScreenVideoView.setOnClickListener(localViewOnClickListener); 
 
        if (!isPeerToPeerCall) { 
            recyclerView = (RecyclerView) view.findViewById(R.id.grid_opponents); 
 
            recyclerView.addItemDecoration(new DividerItemDecoration(getActivity(), 
R.dimen.grid_item_divider)); 
            recyclerView.setHasFixedSize(true); 
            final int columnsCount = defineColumnsCount(); 
            LinearLayoutManager layoutManager 
                    = new LinearLayoutManager(getActivity(), HORIZONTAL, false); 
            recyclerView.setLayoutManager(layoutManager); 
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//          for correct removing item in adapter 
            recyclerView.setItemAnimator(null); 
            recyclerView.getViewTreeObserver().addOnGlobalLayoutListener(new 
ViewTreeObserver.OnGlobalLayoutListener() { 
                @Override 
                public void onGlobalLayout() { 
                    setGrid(columnsCount); 
                    
recyclerView.getViewTreeObserver().removeGlobalOnLayoutListener(this); 
                } 
            }); 
        } 
        connectionStatusLocal = (TextView) 
view.findViewById(R.id.connectionStatusLocal); 
 
        cameraToggle = (ToggleButton) view.findViewById(R.id.toggle_camera); 
        cameraToggle.setVisibility(View.VISIBLE); 
 
        actionVideoButtonsLayout = (LinearLayout) 
view.findViewById(R.id.element_set_video_buttons); 
 
        actionButtonsEnabled(false); 
        restoreSession(); 
    } 
 
    private void restoreSession() { 
        Log.d(TAG, "restoreSession "); 
        if (currentSession.getState() != 
QBRTCSession.QBRTCSessionState.QB_RTC_SESSION_CONNECTED) { 
            return; 
        } 
        onCallStarted(); 
        Map<Integer, QBRTCVideoTrack> videoTrackMap = getVideoTrackMap(); 
        if (!videoTrackMap.isEmpty()) { 
            for (final Iterator<Map.Entry<Integer, QBRTCVideoTrack>> entryIterator 
                 = videoTrackMap.entrySet().iterator(); entryIterator.hasNext();){ 
                final Map.Entry<Integer, QBRTCVideoTrack> entry = 
entryIterator.next(); 
                Log.d(TAG, "check ability to restoreSession for 
user:"+entry.getKey()); 
                //if connection with peer wasn't closed do restore it otherwise remove 
from collection 
                if (currentSession.getPeerChannel(entry.getKey()).getState()!= 
                        QBRTCTypes.QBRTCConnectionState.QB_RTC_CONNECTION_CLOSED){ 
                    Log.d(TAG, "execute restoreSession for user:"+entry.getKey()); 
                    mainHandler.postDelayed(new Runnable() { 
                    @Override 
                    public void run() { 
                            onConnectedToUser(currentSession, entry.getKey()); 
                            onRemoteVideoTrackReceive(currentSession, 
entry.getValue(), entry.getKey()); 
                        } 
                        }, LOCAL_TRACk_INITIALIZE_DELAY); 
                } else { 
                    entryIterator.remove(); 
                } 
            } 
        } 
    } 
 
    private void initCorrectSizeForLocalView() { 
        ViewGroup.LayoutParams params = localVideoView.getLayoutParams(); 
        DisplayMetrics displaymetrics = getResources().getDisplayMetrics(); 
 
        int screenWidthPx = displaymetrics.widthPixels; 
        Log.d(TAG, "screenWidthPx " + screenWidthPx); 
        params.width = (int) (screenWidthPx * 0.3); 
        params.height = (params.width / 2) * 3; 
        localVideoView.setLayoutParams(params); 
    } 
 
    private void setGrid(int columnsCount) { 
        int gridWidth = view.getMeasuredWidth(); 
        Log.i(TAG, "onGlobalLayout : gridWidth=" + gridWidth + " columnsCount= " + 
columnsCount); 
        float itemMargin = getResources().getDimension(R.dimen.grid_item_divider); 
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        int cellSizeWidth = defineSize(gridWidth, columnsCount, itemMargin); 
        Log.i(TAG, "onGlobalLayout : cellSize=" + cellSizeWidth); 
        opponentsAdapter = new OpponentsFromCallAdapter(getActivity(), currentSession, 
opponents, cellSizeWidth, 
                (int) getResources().getDimension(R.dimen.item_height)); 
        opponentsAdapter.setAdapterListener(VideoConversationFragment.this); 
        recyclerView.setAdapter(opponentsAdapter); 
    } 
 
    private Map<Integer, QBRTCVideoTrack> getVideoTrackMap() { 
        if (videoTrackMap == null) { 
            videoTrackMap = new HashMap<>(); 
        } 
        return videoTrackMap; 
    } 
 
    private int defineSize(int measuredWidth, int columnsCount, float padding) { 
        return measuredWidth / columnsCount - (int) (padding * 2) - 
RECYCLE_VIEW_PADDING; 
    } 
 
    private int defineColumnsCount() { 
        return opponents.size() - 1; 
    } 
 
 
    @Override 
    public void onResume() { 
        super.onResume(); 
        Log.d(TAG, "onResume"); 
        // If user changed camera state few times and last state was 
CameraState.ENABLED_FROM_USER 
        // than we turn on cam, else we nothing change 
        if (cameraState != CameraState.DISABLED_FROM_USER) { 
            toggleCamera(true); 
        } 
    } 
 
 
    @Override 
    public void onPause() { 
        // If camera state is CameraState.ENABLED_FROM_USER or CameraState.NONE 
        // than we turn off cam 
        if (cameraState != CameraState.DISABLED_FROM_USER) { 
            toggleCamera(false); 
        } 
 
        super.onPause(); 
    } 
 
    @Override 
    public void onStop() { 
        super.onStop(); 
        Log.d(TAG, "onStop"); 
        if (connectionEstablished) { 
            allCallbacksInit = false; 
        } else { 
            Log.d(TAG, "We are in dialing process yet!"); 
        } 
    } 
 
    private void removeVideoTrackRenderers() { 
        Log.d(TAG, "removeVideoTrackRenderers"); 
        Log.d(TAG, "remove opponents video Tracks"); 
        Map<Integer, QBRTCVideoTrack> videoTrackMap = getVideoTrackMap(); 
        for (QBRTCVideoTrack videoTrack : videoTrackMap.values()) { 
            if (videoTrack.getRenderer() != null) { 
                Log.d(TAG, "remove opponent video Tracks"); 
                videoTrack.removeRenderer(videoTrack.getRenderer()); 
            } 
        } 
    } 
 
    @Override 
    public void onDetach() { 
        super.onDetach(); 
        Log.d(TAG, "onDetach"); 
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    } 
 
    @Override 
    public void onDestroyView() { 
        super.onDestroyView(); 
        Log.d(TAG, "onDestroyView"); 
        releaseViewHolders(); 
        removeConnectionStateListeners(); 
        removeVideoTrackSListener(); 
        removeVideoTrackRenderers(); 
        releaseViews(); 
    } 
 
    @Override 
    public void onDestroy() { 
        super.onDestroy(); 
 
        getActivity().unregisterReceiver(mReceiver); 
    } 
 
    private void releaseViewHolders() { 
        opponentViewHolders.clear(); 
    } 
 
    private void removeConnectionStateListeners(){ 
        conversationFragmentCallbackListener.removeRTCClientConnectionCallback(this); 
        conversationFragmentCallbackListener.removeRTCSessionEventsCallback(this); 
    } 
 
    private void releaseViews() { 
        if (localVideoView != null){ 
            localVideoView.release(); 
        } 
        if (remoteFullScreenVideoView != null) { 
            remoteFullScreenVideoView.release(); 
        } 
        remoteFullScreenVideoView = null; 
        if (!isPeerToPeerCall){ 
           releseOpponentsViews(); 
        } 
    } 
 
    @Override 
    public void onCallStopped() { 
        super.onCallStopped(); 
        Log.i(TAG, "onCallStopped"); 
    } 
 
    protected void initButtonsListener() { 
        super.initButtonsListener(); 
 
        cameraToggle.setOnCheckedChangeListener(new 
CompoundButton.OnCheckedChangeListener() { 
            @Override 
            public void onCheckedChanged(CompoundButton buttonView, boolean isChecked) 
{ 
                if (cameraState != CameraState.DISABLED_FROM_USER) { 
                    toggleCamera(isChecked); 
                } 
            } 
        }); 
    } 
 
    private void switchCamera(final MenuItem item) { 
        if (cameraState == CameraState.DISABLED_FROM_USER) { 
            return; 
        } 
        cameraToggle.setEnabled(false); 
        conversationFragmentCallbackListener.onSwitchCamera(new 
CameraVideoCapturer.CameraSwitchHandler() { 
            @Override 
            public void onCameraSwitchDone(boolean b) { 
                Log.d(TAG, "camera switched, bool = " + b); 
                isCurrentCameraFront = b; 
                updateSwitchCameraIcon(item); 
                toggleCameraInternal(); 
            } 
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            @Override 
            public void onCameraSwitchError(String s) { 
                Log.d(TAG, "camera switch error " + s); 
                Toaster.shortToast(getString(R.string.camera_swicth_failed) + s); 
                cameraToggle.setEnabled(true); 
            } 
        }); 
    } 
 
    private void updateSwitchCameraIcon(final MenuItem item) { 
        if (isCurrentCameraFront) { 
            Log.d(TAG, "CameraFront now!"); 
            item.setIcon(R.drawable.ic_camera_front); 
        } else { 
            Log.d(TAG, "CameraRear now!"); 
            item.setIcon(R.drawable.ic_camera_rear); 
        } 
    } 
 
    private void toggleCameraInternal() { 
        Log.d(TAG, "Camera was switched!"); 
        updateVideoView(isLocalVideoFullScreen ? remoteFullScreenVideoView : 
localVideoView, isCurrentCameraFront); 
        toggleCamera(true); 
    } 
 
    private void runOnUiThread(Runnable runnable) { 
        mainHandler.post(runnable); 
    } 
 
    private void toggleCamera(boolean isNeedEnableCam) { 
        if (currentSession != null && currentSession.getMediaStreamManager() != null) 
{ 
            conversationFragmentCallbackListener.onSetVideoEnabled(isNeedEnableCam); 
        } 
        if (connectionEstablished && !cameraToggle.isEnabled()) { 
            cameraToggle.setEnabled(true); 
        } 
    } 
 
    ////////////////////////////  callbacks from QBRTCClientVideoTracksCallbacks 
/////////////////// 
    @Override 
    public void onLocalVideoTrackReceive(QBRTCSession qbrtcSession, final 
QBRTCVideoTrack videoTrack) { 
        Log.d(TAG, "onLocalVideoTrackReceive() run"); 
        localVideoTrack = videoTrack; 
        isLocalVideoFullScreen = true; 
        cameraState = CameraState.NONE; 
 
 
        if (remoteFullScreenVideoView != null) { 
            fillVideoView(remoteFullScreenVideoView, localVideoTrack, false); 
        } 
    } 
 
    @Override 
    public void onRemoteVideoTrackReceive(QBRTCSession session, final QBRTCVideoTrack 
videoTrack, final Integer userID) { 
        Log.d(TAG, "onRemoteVideoTrackReceive for opponent= " + userID); 
 
        if (localVideoTrack != null) { 
            fillVideoView(localVideoView, localVideoTrack, false); 
        } 
        isLocalVideoFullScreen = false; 
 
        if (isPeerToPeerCall) { 
            setDuringCallActionBar(); 
            fillVideoView(userID, remoteFullScreenVideoView, videoTrack, true); 
            updateVideoView(remoteFullScreenVideoView, false); 
        } else { 
            mainHandler.postDelayed(new Runnable() { 
                @Override 
                public void run() { 
                    setRemoteViewMultiCall(userID, videoTrack); 
                } 
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            }, LOCAL_TRACk_INITIALIZE_DELAY); 
        } 
    } 
    /////////////////////////////////////////    end    
//////////////////////////////////////////// 
 
    //last opponent view is bind 
    @Override 
    public void OnBindLastViewHolder(final OpponentsFromCallAdapter.ViewHolder holder, 
final int position) { 
        Log.i(TAG, "OnBindLastViewHolder position=" + position); 
 
    } 
 
 
    @Override 
    public void onItemClick(int position) { 
        int userId = opponentsAdapter.getItem(position); 
        Log.d(TAG, "USer onItemClick= " + userId); 
        if (!getVideoTrackMap().containsKey(userId) || 
                currentSession.getPeerChannel(userId).getState().ordinal() == 
QBRTCTypes.QBRTCConnectionState.QB_RTC_CONNECTION_CLOSED.ordinal()) { 
            return; 
        } 
 
        replaceUsersInAdapter(position); 
 
        updateViewHolders(position); 
 
        swapUsersFullscreenToPreview(userId); 
    } 
 
    private void replaceUsersInAdapter(int position) { 
        for (QBUser qbUser : allOpponents) { 
            if (qbUser.getId() == userIDFullScreen) { 
                opponentsAdapter.replaceUsers(position, qbUser); 
 
                Log.i("USER ID FULL SCREEN " , qbUser.getId() + ", " + 
qbUser.getFullName() ); 
 
                break; 
            } 
        } 
    } 
 
    private void updateViewHolders(int position) { 
        View childView = recyclerView.getChildAt(position); 
        OpponentsFromCallAdapter.ViewHolder childViewHolder = 
(OpponentsFromCallAdapter.ViewHolder) recyclerView.getChildViewHolder(childView); 
        opponentViewHolders.put(position, childViewHolder); 
    } 
 
    @SuppressWarnings("ConstantConditions") 
    private void swapUsersFullscreenToPreview(int userId) { 
//      get opponentVideoTrack - opponent's video track from recyclerView 
        QBRTCVideoTrack opponentVideoTrack = getVideoTrackMap().get(userId); 
 
//      get mainVideoTrack - opponent's video track from full screen 
        QBRTCVideoTrack mainVideoTrack = getVideoTrackMap().get(userIDFullScreen); 
 
        QBRTCSurfaceView remoteVideoView = findHolder(userId).getOpponentView(); 
 
        if (mainVideoTrack != null) { 
            fillVideoView(0, remoteVideoView, mainVideoTrack); 
            Log.d(TAG, "_remoteVideoView enabled"); 
        } 
        if (opponentVideoTrack != null) { 
            fillVideoView(userId, remoteFullScreenVideoView, opponentVideoTrack); 
            Log.d(TAG, "fullscreen enabled"); 
        } 
    } 
 
 
    private void setRemoteViewMultiCall(int userID, QBRTCVideoTrack videoTrack) { 
        Log.d(TAG, "setRemoteViewMultiCall fillVideoView"); 
        final OpponentsFromCallAdapter.ViewHolder itemHolder = 
getViewHolderForOpponent(userID); 
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        if (itemHolder == null) { 
            Log.d(TAG, "itemHolder == null - true"); 
            return; 
        } 
        final QBRTCSurfaceView remoteVideoView = itemHolder.getOpponentView(); 
 
        if (remoteVideoView != null) { 
            remoteVideoView.setZOrderMediaOverlay(true); 
            updateVideoView(remoteVideoView, false); 
 
            Log.d(TAG, "onRemoteVideoTrackReceive fillVideoView"); 
            if (isRemoteShown) { 
                Log.d(TAG, "USer onRemoteVideoTrackReceive = " + userID); 
                fillVideoView(userID, remoteVideoView, videoTrack, true); 
            } else { 
                isRemoteShown = true; 
                opponentsAdapter.removeItem(itemHolder.getAdapterPosition()); 
                setDuringCallActionBar(); 
                setRecyclerViewVisibleState(); 
                //setOpponentsVisibility(View.VISIBLE); 
                fillVideoView(userID, remoteFullScreenVideoView, videoTrack); 
                updateVideoView(remoteFullScreenVideoView, false); 
            } 
        } 
    } 
 
    private void setRecyclerViewVisibleState() { 
        ViewGroup.LayoutParams params = recyclerView.getLayoutParams(); 
        params.height = (int) getResources().getDimension(R.dimen.item_height); 
        recyclerView.setLayoutParams(params); 
        recyclerView.setVisibility(View.VISIBLE); 
    } 
 
    private OpponentsFromCallAdapter.ViewHolder getViewHolderForOpponent(Integer 
userID) { 
        OpponentsFromCallAdapter.ViewHolder holder = opponentViewHolders.get(userID); 
        if (holder == null) { 
            Log.d(TAG, "holder not found in cache"); 
            holder = findHolder(userID); 
            if (holder != null) { 
                opponentViewHolders.append(userID, holder); 
            } 
        } 
        return holder; 
    } 
 
    private OpponentsFromCallAdapter.ViewHolder findHolder(Integer userID) { 
        Log.d(TAG, "findHolder for "+userID); 
        int childCount = recyclerView.getChildCount(); 
        for (int i = 0; i < childCount; i++) { 
            View childView = recyclerView.getChildAt(i); 
            OpponentsFromCallAdapter.ViewHolder childViewHolder = 
(OpponentsFromCallAdapter.ViewHolder) recyclerView.getChildViewHolder(childView); 
            if (userID.equals(childViewHolder.getUserId())) { 
                return childViewHolder; 
            } 
        } 
        return null; 
    }; 
 
    private void releseOpponentsViews(){ 
        RecyclerView.LayoutManager layoutManager = recyclerView.getLayoutManager(); 
        int childCount = layoutManager.getChildCount(); 
        Log.d(TAG, " releseOpponentsViews for  "+childCount + " views"); 
        for (int i = 0; i < childCount; i++) { 
            View childView = layoutManager.getChildAt(i); 
            Log.d(TAG, " relese View for  " + i +", "+childView); 
            OpponentsFromCallAdapter.ViewHolder childViewHolder = 
(OpponentsFromCallAdapter.ViewHolder) recyclerView.getChildViewHolder(childView); 
            childViewHolder.getOpponentView().release(); 
        } 
    } 
 
    /** 
     * @param userId set userId if it from fullscreen videoTrack 
     */ 
    private void fillVideoView(int userId, QBRTCSurfaceView videoView, QBRTCVideoTrack 
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videoTrack, 
                               boolean remoteRenderer) { 
        videoTrack.removeRenderer(videoTrack.getRenderer()); 
        videoTrack.addRenderer(new VideoRenderer(videoView)); 
        if (userId != 0) { 
            getVideoTrackMap().put(userId, videoTrack); 
        } 
        if (!remoteRenderer) { 
            updateVideoView(videoView, isCurrentCameraFront); 
        } 
        Log.d(TAG, (remoteRenderer ? "remote" : "local") + " Track is rendering"); 
    } 
 
    private void fillVideoView(QBRTCSurfaceView videoView, QBRTCVideoTrack videoTrack, 
boolean remoteRenderer) { 
       fillVideoView(0, videoView, videoTrack, remoteRenderer); 
    } 
 
    /** 
     * @param userId set userId if it from fullscreen videoTrack 
     */ 
    private void fillVideoView(int userId, QBRTCSurfaceView videoView, QBRTCVideoTrack 
videoTrack) { 
        if (userId != 0) { 
            userIDFullScreen = userId; 
        } 
        fillVideoView(userId, videoView, videoTrack, true); 
    } 
 
    protected void updateVideoView(SurfaceViewRenderer surfaceViewRenderer, boolean 
mirror) { 
        updateVideoView(surfaceViewRenderer, mirror, 
RendererCommon.ScalingType.SCALE_ASPECT_FILL); 
    } 
 
    protected void updateVideoView(SurfaceViewRenderer surfaceViewRenderer, boolean 
mirror, RendererCommon.ScalingType scalingType) { 
        Log.i(TAG, "updateVideoView mirror:" + mirror + ", scalingType = " + 
scalingType); 
        surfaceViewRenderer.setScalingType(scalingType); 
        surfaceViewRenderer.setMirror(mirror); 
        surfaceViewRenderer.requestLayout(); 
    } 
 
    private void setStatusForOpponent(int userId, final String status) { 
        if (isPeerToPeerCall) { 
            connectionStatusLocal.setText(status); 
            return; 
        } 
 
        final OpponentsFromCallAdapter.ViewHolder holder = findHolder(userId); 
        if (holder == null) { 
            return; 
        } 
 
        holder.setStatus(status); 
    } 
 
    private void updateNameForOpponent(int userId, String newUserName) { 
        if (isPeerToPeerCall) { 
            actionBar.setSubtitle(getString(R.string.opponent, newUserName)); 
        } else { 
            OpponentsFromCallAdapter.ViewHolder holder = findHolder(userId); 
            if (holder == null) { 
                Log.d("UPDATE_USERS", "holder == null"); 
                return; 
            } 
 
            Log.d("UPDATE_USERS", "holder != null"); 
            holder.setUserName(newUserName); 
        } 
    } 
 
    private void setProgressBarForOpponentGone(int userId) { 
        if (isPeerToPeerCall) { 
            return; 
        } 
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        final OpponentsFromCallAdapter.ViewHolder holder = 
getViewHolderForOpponent(userId); 
        if (holder == null) { 
            return; 
        } 
 
        holder.getProgressBar().setVisibility(View.GONE); 
 
    } 
 
    private void setBackgroundOpponentView(final Integer userId) { 
        final OpponentsFromCallAdapter.ViewHolder holder = findHolder(userId); 
        if (holder == null) { 
            return; 
        } 
 
        if (userId != userIDFullScreen) { 
            holder.getOpponentView().setBackgroundColor(Color.parseColor("#000000")); 
        } 
    } 
 
    ///////////////////////////////  QBRTCSessionConnectionCallbacks 
/////////////////////////// 
 
    @Override 
    public void onStateChanged(QBRTCSession qbrtcSession, 
BaseSession.QBRTCSessionState qbrtcSessionState) { 
 
    } 
 
    @Override 
    public void onConnectedToUser(QBRTCSession qbrtcSession, final Integer userId) { 
        connectionEstablished = true; 
        setStatusForOpponent(userId, getString(R.string.text_status_connected)); 
        //setProgressBarForOpponentGone(userId); 
    } 
 
    @Override 
    public void onConnectionClosedForUser(QBRTCSession qbrtcSession, Integer userId) { 
        setStatusForOpponent(userId, getString(R.string.text_status_closed)); 
        if (!isPeerToPeerCall) { 
            Log.d(TAG, "onConnectionClosedForUser videoTrackMap.remove(userId)= " + 
userId); 
            getVideoTrackMap().remove(userId); 
            setBackgroundOpponentView(userId); 
        } 
    } 
 
    @Override 
    public void onDisconnectedFromUser(QBRTCSession qbrtcSession, Integer integer) { 
        setStatusForOpponent(integer, getString(R.string.text_status_disconnected)); 
    } 
 




    /////////////////// Callbacks from CallActivity.QBRTCSessionUserCallback 
////////////////////// 
    @Override 
    public void onUserNotAnswer(QBRTCSession session, Integer userId) { 
        //setProgressBarForOpponentGone(userId); 
        setStatusForOpponent(userId, getString(R.string.text_status_no_answer)); 
    } 
 
    @Override 
    public void onCallRejectByUser(QBRTCSession session, Integer userId, Map<String, 
String> userInfo) { 
        setStatusForOpponent(userId, getString(R.string.text_status_rejected)); 
    } 
 
    @Override 
    public void onCallAcceptByUser(QBRTCSession session, Integer userId, Map<String, 
String> userInfo) { 
        setStatusForOpponent(userId, getString(R.string.accepted)); 
    } 
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    @Override 
    public void onReceiveHangUpFromUser(QBRTCSession session, Integer userId, 
Map<String, String> userInfo) { 
        setStatusForOpponent(userId, getString(R.string.text_status_hang_up)); 
        Log.d(TAG, "onReceiveHangUpFromUser userId= " + userId); 
        if (!isPeerToPeerCall) { 
            if (userId == userIDFullScreen) { 
                Log.d(TAG, "setAnotherUserToFullScreen call userId= " + userId); 
                setAnotherUserToFullScreen(); 
            } 
        } 
    } 
 
    @Override 
    public void onSessionClosed(QBRTCSession session) { 
 
    } 
 
    //////////////////////////////////   end     
////////////////////////////////////////// 
 
    private void setAnotherUserToFullScreen() { 
        if (opponentsAdapter.getOpponents().isEmpty()) { 
            return; 
        } 
        int userId = opponentsAdapter.getItem(0); 
//      get opponentVideoTrack - opponent's video track from recyclerView 
        QBRTCVideoTrack opponentVideoTrack = getVideoTrackMap().get(userId); 
        if (opponentVideoTrack == null) { 
            Log.d(TAG, "setAnotherUserToFullScreen opponentVideoTrack == null"); 
            return; 
        } 
 
        fillVideoView(userId, remoteFullScreenVideoView, opponentVideoTrack); 
        Log.d(TAG, "fullscreen enabled"); 
 
        OpponentsFromCallAdapter.ViewHolder itemHolder = findHolder(userId); 
        if (itemHolder != null) { 
            opponentsAdapter.removeItem(itemHolder.getAdapterPosition()); 
            itemHolder.getOpponentView().release(); 
            Log.d(TAG, "onConnectionClosedForUser opponentsAdapter.removeItem= " + 
userId); 
        } 
    } 
 
    @Override 
    public void onCreateOptionsMenu(Menu menu, MenuInflater inflater) { 
        inflater.inflate(R.menu.conversation_fragment, menu); 
        super.onCreateOptionsMenu(menu, inflater); 
 
    } 
 
    @Override 
    public boolean onOptionsItemSelected(MenuItem item) { 
        switch (item.getItemId()) { 
            case R.id.camera_switch: 
                Log.d("Conversation", "camera_switch"); 
                switchCamera(item); 
                return true; 
            case R.id.screen_share: 
                startScreenSharing(); 
                return true; 
            default: 
                return super.onOptionsItemSelected(item); 
        } 
    } 
 
    private void startScreenSharing() { 
        conversationFragmentCallbackListener.onStartScreenSharing(); 
    } 
 
    @Override 
    public void onOpponentsListUpdated(ArrayList<QBUser> newUsers) { 
        super.onOpponentsListUpdated(newUsers); 
        updateAllOpponentsList(newUsers); 
        Log.d(TAG, "updateOpponentsList(), newUsers = " + newUsers); 
        runUpdateUsersNames(newUsers); 
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    } 
 
    private void updateAllOpponentsList(ArrayList<QBUser> newUsers) { 
 
        for (int i = 0; i < allOpponents.size(); i++) { 
            for (QBUser updatedUser : newUsers) { 
                if (updatedUser.equals(allOpponents.get(i))) { 
                    allOpponents.set(i, updatedUser); 
                } 
            } 
        } 
    } 
 
    private void runUpdateUsersNames(final ArrayList<QBUser> newUsers) { 
        //need delayed for synchronization with recycler view initialization 
        mainHandler.postDelayed(new Runnable() { 
            @Override 
            public void run() { 
                for (QBUser user : newUsers) { 
                    Log.d(TAG, "runUpdateUsersNames. foreach, user = " + 
user.getFullName()); 
                    updateNameForOpponent(user.getId(), user.getFullName()); 
                } 
            } 
        }, UPDATING_USERS_DELAY); 




    private enum CameraState { 
        NONE, 
        DISABLED_FROM_USER, 
        ENABLED_FROM_USER 
    } 
 
 
    class DividerItemDecoration extends RecyclerView.ItemDecoration { 
 
        private int space; 
 
        public DividerItemDecoration(@NonNull Context context, @DimenRes int 
dimensionDivider) { 
            this.space = 
context.getResources().getDimensionPixelSize(dimensionDivider); 
        } 
 
        @Override 
        public void getItemOffsets(Rect outRect, View view, RecyclerView parent, 
RecyclerView.State state) { 
            outRect.set(space, space, space, space); 
        } 
    } 
 
    class LocalViewOnClickListener implements View.OnClickListener { 
        private long lastFullScreenClickTime = 0L; 
 
        @Override 
        public void onClick(View v) { 
            if ((SystemClock.uptimeMillis() - lastFullScreenClickTime) < 
FULL_SCREEN_CLICK_DELAY) { 
                return; 
            } 
            lastFullScreenClickTime = SystemClock.uptimeMillis(); 
 
            if (connectionEstablished) { 
                setFullScreenOnOff(); 
            } 
        } 
 
        private void setFullScreenOnOff() { 
            if (actionBar.isShowing()) { 
                hideToolBarAndButtons(); 
            } else { 
                showToolBarAndButtons(); 
            } 
        } 
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        private void hideToolBarAndButtons() { 
            actionBar.hide(); 
 
            localVideoView.setVisibility(View.INVISIBLE); 
 
            actionVideoButtonsLayout.setVisibility(View.GONE); 
 
            if (!isPeerToPeerCall) { 
                shiftBottomListOpponents(); 
            } 
        } 
 
        private void showToolBarAndButtons() { 
            actionBar.show(); 
 
            localVideoView.setVisibility(View.VISIBLE); 
 
            actionVideoButtonsLayout.setVisibility(View.VISIBLE); 
 
            if (!isPeerToPeerCall) { 
                shiftMarginListOpponents(); 
            } 
        } 
 
        private void shiftBottomListOpponents() { 
            RelativeLayout.LayoutParams params = (RelativeLayout.LayoutParams) 
recyclerView.getLayoutParams(); 
            params.addRule(RelativeLayout.ALIGN_PARENT_BOTTOM); 
            params.setMargins(0, 0, 0, 0); 
 
            recyclerView.setLayoutParams(params); 
        } 
 
        private void shiftMarginListOpponents() { 
            RelativeLayout.LayoutParams params = (RelativeLayout.LayoutParams) 
recyclerView.getLayoutParams(); 
            params.addRule(RelativeLayout.ALIGN_PARENT_BOTTOM, 0); 
            params.setMargins(0, 0, 0, (int) 
getResources().getDimension(R.dimen.margin_common)); 
 
            recyclerView.setLayoutParams(params); 
        } 
    } 
 
    /****************************************  Navigator  
****************************************/ 
 
    @Override 
    public void onSensorChanged(SensorEvent event) { 
        if(flagAcel){ 
 
            if (event.sensor.getType()==Sensor.TYPE_ACCELEROMETER){ 
 
                txtLog.setText("Eje X: "+event.values[0]+""); 
                txtLog2.setText("Eje Y: "+event.values[1]+""); 
                txtLog3.setText("Eje Z: "+event.values[2]+""); 
                boolean flagMixed = false; 
                mAccelerationGy = event.values[0]; 
                mAccelerationGx = -1 * event.values[1]; 
                boolean signoGx=false; 
                boolean signoGy=false; 
                int valueGx =0; 
                int valueGy =0; 
                byte command = 0; 
                byte [] bufferBluetooth = null; 
 
                if(mAccelerationGx>0){ 
          valueGx = ((int)(2 * mAccelerationGx.doubleValue())) * 5 + 5; 
                } 
                else{ 
          valueGx= ((int)(-2 * mAccelerationGx.doubleValue()) * 5 + 5); 
                    signoGx = true; 
                } 
 
                if(mAccelerationGy>0){ 
           valueGy=((int) (2 * mAccelerationGy.doubleValue())) * 5 + 5; 
                } 
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                else{ 
          valueGy=((int) (-2 * mAccelerationGy.doubleValue())) * 5 + 5; 
                    signoGy= true; 
                } 
            if(valueGx>10 && valueGy>15){ 
                        flagMixed= true; 
            } 
            if(flagMixed){ 
                bufferBluetooth = bufferBiState; 
                double angle = Math.toDegrees(Math.atan((valueGy)/(valueGx))); 
                int rate = (int) ((angle * valueGy)/100); 
                GxyValues[0]= rate; 
                        GxyValues[1]= valueGy; 
                        if(!signoGy){ 
                            if(!signoGx){ 
                                command = COMMAND_FORWARD_ANTICLOCKWISE; 
                            }else{ 
                                command = COMMAND_FORWARD_CLOCKWISE; 
                            } 
                        }else{ 
                            if(!signoGx){ 
                                command = COMMAND_BACKWARD_ANTICLOCKWISE; 
                            }else{ 
                                command = COMMAND_BACKWARD_CLOCKWISE; 
                            } 
 
                        } 
            }else{ 
                if(valueGx>10){ 
                            GxyValues[0]= valueGx; 
                            bufferBluetooth = bufferOneState; 
                            if(!signoGx){ 
                    command = COMMAND_ANTICLOCKWISE; 
                            }else{ 
                                command = COMMAND_CLOCKWISE; 
                            } 
                }else if(valueGy>15){ 
                            GxyValues[0]= valueGy; 
                            bufferBluetooth = bufferOneState; 
                            if(!signoGy){ 
                                command = COMMAND_FORWARD; 
                            }else{ 
                                command = COMMAND_BACKWARD; 
                            } 
                }else{ 
                            bufferBluetooth = bufferStaticState; 
                            command= COMMAND_STATIC; 
                } 
            } 
            actualTime = System.currentTimeMillis(); 
            if(actualTime - oldTime> 500L && flagAcel){ 
                enviarTramaBluetooth(GxyValues,bufferBluetooth, command); 
                oldTime = actualTime; 
            } 
                    Log.i("Coordenada X: ",event.values[0]+""); 
                    Log.i("Coordenada Y: ",event.values[1]+""); 
                    Log.i("Coordenada Z: ",event.values[2]+""); 
                    Log.i("############# ","######################"); 
            } 
        }else{ 
            txtLog.setText("Eje X: "); 
            txtLog2.setText("Eje Y: "); 
            txtLog3.setText("Eje Z: "); 
        } 
 
    } 
 
    public void enviarTramaBluetooth(int [] valueGs,byte [] bufferBluetooth,byte 
command){ 
        bufferBluetooth[0] = BYTE_START; 
   if(bufferBluetooth.length == 7){ 
            bufferBluetooth[1] = 0x00; 
            bufferBluetooth[2] = 0x02; 
            bufferBluetooth[3] = 0x01; 
            bufferBluetooth[4] = command; 
   }else if(bufferBluetooth.length == 8){ 
            bufferBluetooth[1] = 0x00; 
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       bufferBluetooth[2] = 0x03; 
            bufferBluetooth[3] = 0x01; 
            bufferBluetooth[4] = command; 
            int valueGxy = valueGs[0]; 
       bufferBluetooth[5] = (byte) (valueGxy & 0xff); 
   }else if(bufferBluetooth.length == 9){ 
            bufferBluetooth[1] = 0x00; 
       bufferBluetooth[2] = 0x04; 
            bufferBluetooth[3] = 0x01; 
            bufferBluetooth[4] = command; 
            int valueGx = valueGs[0]; 
            int valueGy = valueGs[1]; 
       bufferBluetooth[5] = (byte) (valueGx & 0xff); 
       bufferBluetooth[6] = (byte) (valueGy & 0xff); 
        } 
 
        int length = (int) ((bufferBluetooth[1]<< 8)& 0xff) + 
(int)(bufferBluetooth[2]& 0xFF); 
        int sum=0; 
        for(int i=3;i<3+length;i++){ 
            sum += bufferBluetooth[i]; 
        } 
        byte sumByte = (byte)(sum & 0xff); 
   if(sumByte>BYTE_OVERLOAD){ 
             bufferBluetooth[3+length] = (byte) (0xff-sumByte); 
   }else{ 
        sumByte = (byte) (sumByte + 0x7f); 
        bufferBluetooth[3+length] = (byte) (0x7f); 
        bufferBluetooth[4+length] = (byte) (0xff-sumByte); 
   } 
        OutputStream mmOutStream = null; 
        Byte[] trama = procesarTrama(bufferBluetooth); 
        byte[] tramaNueva= new byte[trama.length]; 
        for(int i=0;i<trama.length;i++){ 
            tramaNueva[i] = trama[i].byteValue(); 
        } 
        try { 
            if(btSocket.isConnected()){ 
                mmOutStream = btSocket.getOutputStream(); 
                mmOutStream.write(tramaNueva); 
            }else{ 
            } 
        }catch (IOException e) { 
            e.printStackTrace(); 
        }catch (Exception e) { 
            e.printStackTrace(); 
        }finally{ 
        } 
    } 
 
    @Override 
    public void onAccuracyChanged(Sensor sensor, int i) { 
 
    } 
 
    public void connectDevice(){ 
 
        if(bluetoothAdapter.isEnabled() && asyncFlag==false){ 
 
            ledbluetooth.setImageResource(R.drawable.ledazul); 
 
            try { 
 
                Set<BluetoothDevice> pariedDevices = 
bluetoothAdapter.getBondedDevices(); 
                if(pariedDevices.size() > 0){ 
                    for(BluetoothDevice device : pariedDevices){ 
 
                        if(MAC_ADRESS.equals(device.getAddress())){ 
                            mdevice= device; 
                            break; 
                        } 
 
                    } 
                } 
                Log.i("MAC_ADR",mdevice.getAddress()); 
                connectAsyncTask.execute(mdevice); 
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            } catch (Exception e) { 
                // TODO Auto-generated catch block 
                Log.e("MAC_ADR","Error en la conexion con el dispositivo",e); 
                e.printStackTrace(); 
            } 
 
        } 
    } 
 
    private class ConnectAsyncTask extends AsyncTask<BluetoothDevice, Integer, 
BluetoothSocket> { 
 
        private BluetoothSocket mmSocket; 
        private BluetoothDevice mmDevice; 
 
 
        @Override 
        protected void onPreExecute() { 
            super.onPreExecute(); 
        } 
 
        @Override 
        protected BluetoothSocket doInBackground(BluetoothDevice... device) { 
 
            mmDevice = device[0]; 
 
            try { 
 
                String mmUUID = "00001101-0000-1000-8000-00805F9B34FB";//Estandar para 
solicitar servicio de bluetooth 
                mmSocket = 
mmDevice.createInsecureRfcommSocketToServiceRecord(UUID.fromString(mmUUID)); 
                mmSocket.connect(); 
 
            } catch (Exception e) { 
                Log.e("MAC_ADR","Error en la conexion con el dispositivo",e); 
            } 
 
            return mmSocket; 
        } 
 
        @Override 
        protected void onPostExecute(BluetoothSocket result) { 
 
            btSocket = result; 
            asyncFlag=true; 
        } 
 
    } 
 
    private Byte[] procesarTrama(byte [] trama){ 
        List<Byte> lstBytes = new ArrayList<Byte>(); 
        lstBytes.add(trama[0]); 
        for(int i=1;i<trama.length;i++){ 
            byte b= trama[i]; 
            if ((b == 0x7e || b == 0x7d || b == 0x11 || b == 0x13)) { 
                lstBytes.add(Byte.valueOf((byte) 0x7d)); 
                lstBytes.add(Byte.valueOf((byte)(b ^ 0x20))); 
            } else { 
                lstBytes.add(Byte.valueOf(b)); 
            } 
        } 
        Byte [] tramaNueva = lstBytes.toArray(new Byte[lstBytes.size()]); 
        return tramaNueva; 




<!—Archivo xml usado para mostrar la vista Ganymede Navigator según el tipo de usuario 
que inició sesión --> 
 
<?xml version="1.0" encoding="utf-8"?> 
<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:tools="http://schemas.android.com/tools" 
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    android:id="@+id/fragmentOpponents" 
    style="@style/MatchParent" 
    android:background="@color/background_fragment_conversation"> 
 
 
    <ImageView 
        android:id="@+id/ledbluetooht" 
        android:layout_width="15dp" 
        android:layout_height="15dp" 
        android:layout_alignParentRight="true" 
        android:layout_alignParentTop="true" 
        android:layout_marginRight="42dp" 
        android:src="@drawable/ledblanco" 
        android:visibility="invisible" /> 
 
    <ImageView 
        android:id="@+id/imgBluetooth" 
        android:layout_width="18dp" 
        android:layout_height="18dp" 
        android:layout_alignParentTop="true" 
        android:layout_toLeftOf="@+id/ledbluetooht" 
        android:src="@android:drawable/stat_sys_data_bluetooth" 
        android:visibility="invisible" /> 
 
    <ImageView 
        android:id="@+id/ledAcelerometro" 
        android:layout_width="15dp" 
        android:layout_height="15dp" 
        android:layout_alignBottom="@+id/imgBluetooth" 
        android:layout_marginRight="16dp" 
        android:layout_toLeftOf="@+id/imgBluetooth" 
        android:src="@drawable/ledazul" 
        android:visibility="invisible" /> 
 
    <ImageView 
        android:id="@+id/imgAcelerometro" 
        android:layout_width="20dp" 
        android:layout_height="20dp" 
        android:layout_alignParentTop="true" 
        android:layout_toLeftOf="@+id/ledAcelerometro" 
        android:src="@android:drawable/ic_menu_always_landscape_portrait" 
        android:visibility="invisible" /> 
 
    <ImageView 
        android:id="@+id/imgLeft" 
        android:layout_width="40dp" 
        android:layout_height="40dp" 
        android:layout_above="@+id/switch1" 
        android:layout_toLeftOf="@+id/imgUp" 
        android:src="@drawable/left" 
        android:visibility="invisible" /> 
 
    <ImageView 
        android:id="@+id/imgRight" 
        android:layout_width="40dp" 
        android:layout_height="40dp" 
        android:layout_above="@+id/switch1" 
        android:layout_alignLeft="@+id/ledbluetooht" 
        android:src="@drawable/right" 
        android:visibility="invisible" /> 
 
    <ImageView 
        android:id="@+id/imgUp" 
        android:layout_width="40dp" 
        android:layout_height="40dp" 
        android:layout_above="@+id/imgLeft" 
        android:layout_alignRight="@+id/imgBluetooth" 
        android:src="@drawable/up" 
        android:visibility="invisible" /> 
 
    <ImageView 
        android:id="@+id/imgDown" 
        android:layout_width="40dp" 
        android:layout_height="40dp" 
        android:layout_alignLeft="@+id/imgUp" 
        android:layout_alignTop="@+id/switch1" 
        android:src="@drawable/down" 
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        android:visibility="invisible" /> 
 
    <TextView 
        android:id="@+id/txtLog2" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_alignLeft="@+id/txtLog" 
        android:layout_below="@+id/txtLog" 
        android:layout_marginTop="22dp" 
        android:text="Log Y" 
        android:textAppearance="?android:attr/textAppearanceLarge" 
        android:textColor="#FFFFFF" 
        android:visibility="invisible" /> 
 
    <TextView 
        android:id="@+id/txtLog3" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_alignLeft="@+id/txtLog2" 
        android:layout_centerVertical="true" 
        android:text="Log Z" 
        android:textAppearance="?android:attr/textAppearanceLarge" 
        android:textColor="#FFFFFF" 
        android:visibility="invisible" /> 
 
    <Switch 
        android:id="@+id/switch1" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_alignParentBottom="true" 
        android:layout_alignParentLeft="true" 
        android:layout_marginBottom="14dp" 
        android:layout_marginLeft="15dp" 
        android:textOff="OFF" 
        android:textOn="ON" 
        android:visibility="invisible" /> 
 
    <TextView 
        android:id="@+id/txtLog" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_alignLeft="@+id/switch1" 
        android:layout_below="@+id/imgAcelerometro" 
        android:text="Log X" 
        android:textAppearance="?android:attr/textAppearanceLarge" 
        android:textColor="#FFFFFF" 
        android:visibility="invisible" /> 
 
    <!--<<com.quickblox.videochat.webrtc.view.RTCGLVideoView 
        android:id="@+id/opponentView" 
        android:layout_width="200dp" 
        android:layout_height="800dp" 
        android:layout_above="@+id/switch1" 
        android:layout_marginTop="5dp" 
        android:layout_toLeftOf="@+id/imgLeft" 
        android:layout_toRightOf="@+id/switch1" />--> 
 
    <com.quickblox.videochat.webrtc.view.QBRTCSurfaceView 
        android:id="@+id/remote_video_view" 
        android:layout_width="200dp" 
        android:layout_height="400dp" 
        android:layout_above="@+id/grid_opponents" 
        android:layout_marginBottom="70dp" 
        android:layout_marginLeft="60dp" 
        android:layout_marginRight="5dp" 
        android:layout_toLeftOf="@+id/imgLeft" 
        android:layout_toRightOf="@+id/switch1" 
        android:foregroundGravity="center" /> 
 
 
    <com.quickblox.videochat.webrtc.view.QBRTCSurfaceView 
        android:id="@+id/local_video_view" 
        android:layout_width="match_parent" 
        android:layout_height="match_parent" 
        android:layout_marginLeft="@dimen/margin_small" 
        android:layout_marginTop="@dimen/action_bar_height" 
        android:visibility="gone" /> 
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    <include 
        layout="@layout/view_outgoing_screen" 
        android:layout_above="@+id/empty_stub" 
        android:layout_alignParentLeft="true" 
        android:layout_alignParentStart="true" /> 
 
    <TextView 
        android:id="@+id/connectionStatusLocal" 
        style="@style/MatchWidth" 
        android:layout_marginBottom="@dimen/margin_very_small" 
        android:gravity="center_horizontal" 
        android:maxLength="13" 
        android:maxLines="1" 
        android:textAppearance="?android:attr/textAppearanceSmall" 
        android:textColor="@color/white" 
        android:textStyle="normal|italic" /> 
 
    <android.support.v7.widget.RecyclerView 
        android:id="@+id/grid_opponents" 
        style="@style/WrapContent" 
        android:layout_height="0dp" 
        android:layout_above="@+id/element_set_video_buttons" 
        android:layout_marginBottom="@dimen/margin_common" 
        android:horizontalSpacing="@dimen/margin_small" 
        android:numColumns="3" 
        android:verticalSpacing="@dimen/margin_small" 
        android:visibility="gone" 
        tools:listitem="@layout/list_item_opponent_from_call"> 
 
    </android.support.v7.widget.RecyclerView> 
 
    <include 
        android:id="@+id/element_set_video_buttons" 
        layout="@layout/view_action_buttons_conversation_fragment" 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:layout_above="@+id/empty_stub" 
        android:layout_centerHorizontal="true" 
        android:layout_marginBottom="@dimen/margin_common" 
        android:visibility="gone" /> 
 
    <SeekBar 
        android:id="@+id/slideNavigator" 
        android:layout_width="200dp" 
        android:layout_height="wrap_content" 
        android:layout_alignParentBottom="true" 
        android:layout_marginBottom="32dp" 
        android:layout_marginLeft="80dp" 
        android:layout_toLeftOf="@+id/imgLeft" 
        android:foregroundGravity="center_horizontal" 
        android:visibility="invisible" /> 
 
    <View 
        android:id="@+id/empty_stub" 
        android:layout_width="match_parent" 
        android:layout_height="1dp" 
        android:layout_alignParentBottom="true" /> 
 
    <TextView 
        android:id="@+id/sliderProgressTextValue" 
        android:layout_width="127dp" 
        android:layout_height="35dp" 
        android:layout_alignParentEnd="true" 
        android:layout_below="@+id/txtLog2" 
        android:text="Rate value" 
        android:textColor="@color/white" 
        android:textStyle="bold" 



















public interface ConsultaTemperaturaBOIface { 
 public List<Temperatura> listaTemperaturas(Integer tipo,Integer id_UM); 
 public List<ConsultaTemperaturaFormOut> 
consultaTemperaturas(ConsultaTemperaturaForm cst ,Integer id_UM); 
 public List<PromedioTemperaturaLoc> 
consultaPromedioTempLoc(ConsultaTemperaturaForm cst ,Integer id_UM); 
 public List<PromediosFechaLocalidad> consultaPromediosFechaLocalidad(Integer 
id_UM); 









public interface ListaLocalidadesBOIface { 
 public List<Localidad> listarLocalidades(); 













public interface OpcionesMenuBOIface { 
 public List listarMenu(String codRegistro, int idPerfil) throws Exception; 
 public MenuModel crearArbolMenuOpcion(List list, String tipoOpcion) throws 
Exception; 
 public List listarTipoEjecutivo(String codRegistro) throws Exception; 
 public List listarTipoEjecutivo(String codRegistro, UsuarioSesion 
oUsuarioSesion) throws Exception; 
 public List listarJerarquia(int idUsuarioAsesor) throws Exception; 
 public UsuarioAsesor listarTipoEjecutivoById(Long idUsuarioAsesor) throws 
Exception; 
 public UsuarioSesion obtenerEjecutivo(UsuarioSesion oRefUsuarioSesion) throws 
Exception; 
 public List listarMenu(String upperCase, Long idUsuarioAsesor) throws 
Exception; 
 public MenuModel crearArbolMenuOpcionTodos() throws Exception; 


























public class ConsultaTemperaturaBOImpl implements ConsultaTemperaturaBOIface{ 
 
 @Autowired 
 ConsultaTemperaturaDAOIface consultaTemperaturaDAOIface; 
  
 @Override 
 public List<Temperatura> listaTemperaturas(Integer tipo,Integer id_UM) { 
  // TODO Auto-generated method stub 




 public List<ConsultaTemperaturaFormOut> 
consultaTemperaturas(ConsultaTemperaturaForm cst,Integer id_UM) { 
  // TODO Auto-generated method stub 
  List<ConsultaTemperaturaFormOut> lista = new 
ArrayList<ConsultaTemperaturaFormOut>(); 
  ConsultaTemperatura cstDAO = new ConsultaTemperatura(); 
   
  double rangoTempIni =0; 
  double rangoTempFin = 1000; 
  int   locIni =1; 
  int   locFin =1000; 
  int   anioIni =1; 
  int   anioFin =3000; 
  int   mesIni  = 1; 
  int   mesFin  = 12; 
  int   diaIni  =1; 
  int   diaFin  =31; 
  int   horaIni =0; 
  int   horaFin =24; 
  int   minIni  =0; 
  int   minFin  =60; 
   
  if(cst.getCboIdLocalidad1()!=0){ 
   cstDAO.setIn_loc_ini(cst.getCboIdLocalidad1()); 
  }else 
  { 
   cstDAO.setIn_loc_ini(locIni); 
  } 
  if(cst.getCboIdLocalidad2()!=0){ 
   cstDAO.setIn_loc_fin(cst.getCboIdLocalidad2()); 
  }else 
  { 
   cstDAO.setIn_loc_fin(locFin); 
  } 
   
  if(cst.getRangoTemperaturaDesde()!=null && 
!cst.getRangoTemperaturaDesde().isEmpty()){ 
    
   cstDAO.setIn_temp_ini(new 
Double(cst.getRangoTemperaturaDesde())); 
  } 
  else{ 
   cstDAO.setIn_temp_ini(rangoTempIni); 
  } 
  if(cst.getRangoTemperaturaHasta()!=null && 
!cst.getRangoTemperaturaHasta().isEmpty()){ 
   cstDAO.setIn_temp_fin(new 
Double(cst.getRangoTemperaturaHasta())); 
  } 
  else 
  { 
   cstDAO.setIn_temp_fin(new Double(rangoTempFin)); 
  }if(cst.getFechaDesde()!=null){ 
   Date fechaIni = cst.getFechaDesde(); 
   Calendar calendarIni = Calendar.getInstance(); 
   calendarIni.setTime(fechaIni); 
   cstDAO.setIn_anio_ini(calendarIni.get(Calendar.YEAR)); 
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   cstDAO.setIn_mes_ini(calendarIni.get(Calendar.MONTH)+1); 
   cstDAO.setIn_dia_ini(calendarIni.get(Calendar.DAY_OF_MONTH)); 
  } 
  else{ 
   cstDAO.setIn_anio_ini(anioIni); 
   cstDAO.setIn_mes_ini(mesIni); 
   cstDAO.setIn_dia_ini(diaIni); 
  } 
  if(cst.getFechaHasta()!=null){ 
   Date fechaFin = cst.getFechaHasta(); 
   Calendar calendarFin = Calendar.getInstance(); 
   calendarFin.setTime(fechaFin); 
   cstDAO.setIn_anio_fin(calendarFin.get(Calendar.YEAR)); 
   cstDAO.setIn_mes_fin(calendarFin.get(Calendar.MONTH)+1); 
   cstDAO.setIn_dia_fin(calendarFin.get(Calendar.DAY_OF_MONTH)); 
  } 
  else{ 
   cstDAO.setIn_anio_fin(anioFin); 
   cstDAO.setIn_mes_fin(mesFin); 
   cstDAO.setIn_dia_fin(diaFin); 
  } 
   
  if(!cst.getHoraInicio().trim().equals("")){ 
   String [] lstHrIni =  cst.getHoraInicio().split(":"); 
   cstDAO.setIn_hora_ini(new Integer(lstHrIni[0])); 
   cstDAO.setIn_min_ini(new Integer(lstHrIni[1])); 
  } 
  else{ 
   cstDAO.setIn_hora_ini(horaIni); 
   cstDAO.setIn_min_ini(minIni); 
  } 
  if(!cst.getHoraFin().trim().equals("")){ 
   String [] lstHrFin =  cst.getHoraFin().split(":"); 
   cstDAO.setIn_hora_fin(new Integer(lstHrFin[0])); 
   cstDAO.setIn_min_fin(new Integer(lstHrFin[1])); 
  }else{ 
   cstDAO.setIn_hora_fin(horaFin); 
   cstDAO.setIn_min_fin(minFin); 
  } 
   
  cstDAO.setIn_id_tipo_ind(new 
Integer(Constantes.TipoIndicador.CONS_TEMPERATURA)); 
  cstDAO.setIn_id_tipo_UM(id_UM); 
  List<Temperatura> lstTemperatura = 
consultaTemperaturaDAOIface.consultaTemperaturas(cstDAO); 
  for(Temperatura temp:lstTemperatura){ 
















   cons.setOut_localidad("Latitud: "+temp.getLatitud() + " 
Longitud: "+ temp.getLongitud()); 
  
 cons.setOut_unidad(temp.getUnidad_out()==null?"":temp.getUnidad_out()); 
   cons.setValor_localizacion(temp.getValor1_out()); 
   lista.add(cons); 
  } 




 public List<PromedioTemperaturaLoc> consultaPromedioTempLoc( 
   ConsultaTemperaturaForm cst, Integer id_UM) { 
  List<PromedioTemperaturaLoc> listaPromedio = new 
ArrayList<PromedioTemperaturaLoc>(); 
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  ConsultaTemperatura cstDAO = new ConsultaTemperatura(); 
  double rangoTempIni =0; 
  double rangoTempFin = 1000; 
  int   locIni =1; 
  int   locFin =1000; 
  int   anioIni =1; 
  int   anioFin =3000; 
  int   mesIni  = 1; 
  int   mesFin  = 12; 
  int   diaIni  =1; 
  int   diaFin  =31; 
  int   horaIni =1; 
  int   horaFin =24; 
  int   minIni  =1; 
  int   minFin  =60; 
   
  if(cst.getCboIdLocalidad1()!=0){ 
   cstDAO.setIn_loc_ini(cst.getCboIdLocalidad1()); 
  }else 
  { 
   cstDAO.setIn_loc_ini(locIni); 
  } 
  if(cst.getCboIdLocalidad2()!=0){ 
   cstDAO.setIn_loc_fin(cst.getCboIdLocalidad2()); 
  }else 
  { 
   cstDAO.setIn_loc_fin(locFin); 
  } 
   
  if(cst.getRangoTemperaturaDesde()!=null && 
!cst.getRangoTemperaturaDesde().isEmpty()){ 
    
   cstDAO.setIn_temp_ini(new 
Double(cst.getRangoTemperaturaDesde())); 
  } 
  else{ 
   cstDAO.setIn_temp_ini(rangoTempIni); 
  } 
  if(cst.getRangoTemperaturaHasta()!=null && 
!cst.getRangoTemperaturaHasta().isEmpty()){ 
   cstDAO.setIn_temp_fin(new 
Double(cst.getRangoTemperaturaHasta())); 
  } 
  else 
  { 
   cstDAO.setIn_temp_fin(new Double(rangoTempFin)); 
  }if(cst.getFechaDesde()!=null){ 
   Date fechaIni = cst.getFechaDesde(); 
   Calendar calendarIni = Calendar.getInstance(); 
   calendarIni.setTime(fechaIni); 
   cstDAO.setIn_anio_ini(calendarIni.get(Calendar.YEAR)); 
   cstDAO.setIn_mes_ini(calendarIni.get(Calendar.MONTH)+1); 
   cstDAO.setIn_dia_ini(calendarIni.get(Calendar.DAY_OF_MONTH)); 
  } 
  else{ 
   cstDAO.setIn_anio_ini(anioIni); 
   cstDAO.setIn_mes_ini(mesIni); 
   cstDAO.setIn_dia_ini(diaIni); 
  } 
  if(cst.getFechaHasta()!=null){ 
   Date fechaFin = cst.getFechaHasta(); 
   Calendar calendarFin = Calendar.getInstance(); 
   calendarFin.setTime(fechaFin); 
   cstDAO.setIn_anio_fin(calendarFin.get(Calendar.YEAR)); 
   cstDAO.setIn_mes_fin(calendarFin.get(Calendar.MONTH)+1); 
   cstDAO.setIn_dia_fin(calendarFin.get(Calendar.DAY_OF_MONTH)); 
  } 
  else{ 
   cstDAO.setIn_anio_fin(anioFin); 
   cstDAO.setIn_mes_fin(mesFin); 
   cstDAO.setIn_dia_fin(diaFin); 
  } 
   
  if(!cst.getHoraInicio().trim().equals("")){ 
   String [] lstHrIni =  cst.getHoraInicio().split(":"); 
   cstDAO.setIn_hora_ini(new Integer(lstHrIni[0])); 
   cstDAO.setIn_min_ini(new Integer(lstHrIni[1])); 
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  } 
  else{ 
   cstDAO.setIn_hora_ini(horaIni); 
   cstDAO.setIn_min_ini(minIni); 
  } 
  if(!cst.getHoraFin().trim().equals("")){ 
   String [] lstHrFin =  cst.getHoraFin().split(":"); 
   cstDAO.setIn_hora_fin(new Integer(lstHrFin[0])); 
   cstDAO.setIn_min_fin(new Integer(lstHrFin[1])); 
  }else{ 
   cstDAO.setIn_hora_fin(horaFin); 
   cstDAO.setIn_min_fin(minFin); 
  } 
   
  cstDAO.setIn_id_tipo_ind(new 
Integer(Constantes.TipoIndicador.CONS_TEMPERATURA)); 
  cstDAO.setIn_id_tipo_UM(id_UM); 
  listaPromedio = 
consultaTemperaturaDAOIface.consultaPromedioTempLoc(cstDAO); 




 public List<PromediosFechaLocalidad> consultaPromediosFechaLocalidad( 
   Integer id_UM) { 
  // TODO Auto-generated method stub 
  List<PromediosFechaLocalidad> listaPromedio = new 
ArrayList<PromediosFechaLocalidad>(); 
  ConsultaTemperatura cstDAO = new ConsultaTemperatura(); 
  cstDAO.setIn_id_tipo_UM(id_UM); 
  cstDAO.setIn_id_tipo_ind(new 
Integer(Constantes.TipoIndicador.CONS_TEMPERATURA)); 
  listaPromedio = 
consultaTemperaturaDAOIface.consultaPromedioFechaLoc(cstDAO); 




 public List<java.sql.Date> obtenerListaCincoFechas() { 
  // TODO Auto-generated method stub 
  List<java.sql.Date> listaFechas = new ArrayList<java.sql.Date>(); 
  listaFechas = consultaTemperaturaDAOIface.consultaCincoFechas(); 



















public class ListaLocalidadesBOImpl implements ListaLocalidadesBOIface{ 
 
 @Autowired 
 ListaLocalidadesDAOIface listaLocalidadesDAOIface; 
  
 @Override 
 public List<Localidad> listarLocalidades() { 
  // TODO Auto-generated method stub 




 public UnidadMinera obtenerUnidadMineraByID(Integer id_UM) { 
  // TODO Auto-generated method stub 





































public class OpcionesMenuBOImpl implements OpcionesMenuBOIface{ 
 @Autowired 
 public OpcionesMenuDAOIface opcionesMenuDAOIface; 
 
 private Integer countIndex; 
  
 public List listarMenu(String codRegistro, int idPerfil) throws Exception{ 
  return opcionesMenuDAOIface.listarMenu(codRegistro, idPerfil); 
 } 
  
 public MenuModel crearArbolMenuOpcion(List list, String tipoOpcion) 
  throws Exception { 
  MenuModel root = new DefaultMenuModel(); 
  if (list != null) { 
   if (list.size() > 0) { 
    int count=0; 
    countIndex = 0; 
    for(Iterator it = list.iterator(); it.hasNext();) { 
     count++; 
     HashMap menu = (HashMap)it.next(); 
     MenuItem menuItem = null; 
     Submenu submenu = null; 
     if (menu.get("IDOPCIONPADRE") == null) { 
     
 if(Util.isString(menu.get("CODTIPOOPCION")).equals(tipoOpcion) &&  
       
 Util.isString(menu.get("INDPERMISO")).equals("S")){ 
       if(isUltimoHijo(list, menu)){ 
        menuItem = 
createMenuItem(menu, String.valueOf(count), tipoOpcion); 
       }else{ 
        submenu = new Submenu(); 
       
 submenu.setLabel(Util.isString(menu.get("NOMOPCION")).trim()); 
        addMenuItemToSubMenu(menu, 
list, submenu, count, tipoOpcion); 
       } 
      } 
     } else { 
      break; 
     } 
     if(menuItem != null){ 
      root.addMenuItem(menuItem); 
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     }else if(submenu != null){ 
      root.addSubmenu(submenu); 
     } 
    } 
   } 
  } 
  return root; 
 } 
   
 private void addMenuItemToSubMenu(HashMap menu, List list, Submenu submenu, 
int index, String tipoOpcion) 
  throws Exception { 
  int count=0; 
  for(Iterator it = list.iterator(); it.hasNext();) { 
   count++; 




   
 if(Util.isString(menu.get("CODTIPOOPCION")).equals(tipoOpcion) && 
     
 Util.isString(menu.get("INDPERMISO")).equals("S")){ 
     if(isUltimoHijo(list, drMenuResumen)){ 
      MenuItem menuItem = 
createMenuItem(drMenuResumen, String.valueOf(index)+String.valueOf(count), 
tipoOpcion); 
      submenu.getChildren().add(menuItem); 
     }else{ 
      Submenu drSubmenu = new Submenu(); 
     
 drSubmenu.setLabel(Util.isString(drMenuResumen.get("NOMOPCION")).trim()); 
      submenu.getChildren().add(drSubmenu); 
      addMenuItemToSubMenu(drMenuResumen, list, 
drSubmenu, index, tipoOpcion); 
     } 
    } 
   } 
  } 
 } 
  
 private boolean isUltimoHijo(List list, HashMap menu){ 
  boolean ultimoHijo = true; 
  for(Iterator it = list.iterator(); it.hasNext();) { 




    ultimoHijo = false; 
    break; 
   } 
  } 
  return ultimoHijo; 
 } 
  
 private MenuItem createMenuItem(HashMap menu, String id, String tipoOpcion){ 
  MenuItem item = new MenuItem(); 
   
  item.setValue(Util.isString(menu.get("NOMOPCION")).trim()); 
  String url = Util.isString(menu.get("URL")); 
  if(url != null && url.trim().length() > 0){ 
   url = url.trim(); 
  }else{ 
   url = Constantes.SIMBOLO_NUMERAL; 
  } 
   
  if("2".equals(tipoOpcion) || "3".equals(tipoOpcion)){ 
   item.getAttributes().put("idobjectURL",url); 
   item.getAttributes().put("idobjectIndex",countIndex); 
    
   ExpressionFactory factory = 
FacesContext.getCurrentInstance().getApplication().getExpressionFactory(); 
         ELContext elContext = 
FacesContext.getCurrentInstance().getELContext(); 
         if("2".equals(tipoOpcion)) { 
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          MethodExpression expression = 
factory.createMethodExpression(elContext, 
"#{clienteController.changeIndexMenuCliente}",  
            Void.TYPE, new Class[] {ActionEvent.class}); 
          item.addActionListener(new 
MethodExpressionActionListener(expression)); 
         } 
         if("3".equals(tipoOpcion)) { 
          MethodExpression expression = 
factory.createMethodExpression(elContext, 
"#{noClienteController.changeIndexMenuNoCliente}",  
            Void.TYPE, new Class[] {ActionEvent.class}); 
          item.addActionListener(new 
MethodExpressionActionListener(expression)); 
         } 
         countIndex++; 
  }else{ 
   item.setUrl(url); 
  } 
   
  item.setId("id_menuOpcion_"+id+tipoOpcion); 
   
  return item; 
 } 
  
 public List listarTipoEjecutivo(String codRegistro) throws Exception{ 
   List list=opcionesMenuDAOIface.listarTipoEjecutivo(codRegistro); 
   List listTiposEjecutivos=new ArrayList(); 
   for (Iterator iter = list.iterator(); iter.hasNext();) { 
     HashMap element = (HashMap) iter.next(); 
    listTiposEjecutivos.add(new 
SelectItem(Util.getStringF(element.get("IDTIPOEJECUTIVO")), 
       
 Util.getStringF(element.get("DESCRIPCION")))); 
   } 
   return listTiposEjecutivos; 
 } 
  
 public List listarTipoEjecutivo(String codRegistro, UsuarioSesion 
oUsuarioSesion) throws Exception{ 
  List list=opcionesMenuDAOIface.listarTipoEjecutivo(codRegistro, 
oUsuarioSesion); 
   List listTiposEjecutivos=new ArrayList(); 
   for (Iterator iter = list.iterator(); iter.hasNext();) { 
     HashMap element = (HashMap) iter.next(); 
    listTiposEjecutivos.add(new 
SelectItem(Util.getStringF(element.get("IDTIPOEJECUTIVO")), 
       
 Util.getStringF(element.get("DESCRIPCION")))); 
   } 
   return listTiposEjecutivos; 
 } 
  
 public List listarJerarquia(int idUsuarioAsesor) throws Exception{ 
  return opcionesMenuDAOIface.listarJerarquia(idUsuarioAsesor); 
 } 
  
 public UsuarioAsesor listarTipoEjecutivoById(Long idUsuarioAsesor) throws 
Exception{ 




 public UsuarioSesion obtenerEjecutivo(UsuarioSesion oRefUsuarioSesion) 
   throws Exception { 
   




 public List listarMenu(String upperCase, Long idUsuarioAsesor) 
   throws Exception { 
  // TODO Auto-generated method stub 





 public MenuModel crearArbolMenuOpcionTodos() throws Exception { 
  List<Opcion> listaUM = opcionesMenuDAOIface.listarMenuTodos(); 
//  List<String> listaOpciones = 
opcionesMenuDAOIface.listaConsultasOpcion(); 
  MenuModel root = new DefaultMenuModel(); 
  List<Opcion> listaOption = new ArrayList<Opcion>(); 
  List<Submenu> listaSubmenu = new ArrayList<Submenu>(); 
  if (listaUM != null) { 
   if (listaUM.size() > 0) { 
    int count=0; 
    countIndex = 0; 
    Submenu menuPrincipal = new Submenu(); 
    for(Opcion option:listaUM){ 
     if(option.getId_opcion_padre()==null){ 
     
 menuPrincipal.setLabel(option.getNombre()); 
     } 
    } 
    for(Iterator it = listaUM.iterator(); it.hasNext();) { 
     count++; 
     Opcion menu = (Opcion)it.next(); 
     MenuItem menuItem = null; 
     Submenu submenu = null; 
     if(menu.getId_opcion_padre()!=null && 
menu.getId_opcion_padre().intValue()==1){ 
      submenu = new Submenu(); 
     
 submenu.setLabel(menu.getNombre().trim()); 
      listaOption.add(menu); 
      listaSubmenu.add(submenu); 
     } 
     if(menu.getId_opcion_padre()!=null && 
menu.getId_opcion_padre().intValue()>1 ){ 
      int indPadre = 
menu.getId_opcion_padre().intValue(); 
      Submenu elemento = 
listaSubmenu.get(indPadre-2); 
      menuItem = new MenuItem(); 
      menuItem.setValue(menu.getNombre()); 
      menuItem.setUrl(menu.getUrl()); 
      elemento.getChildren().add(menuItem); 
     } 
    } 
    
    for(Submenu i:listaSubmenu){ 
     menuPrincipal.getChildren().add(i); 
    } 
     
    root.addSubmenu(menuPrincipal); 
   } 
  } 
   
   




 public Perfil obtenerPerfilById(Integer idPerfil) throws Exception { 
  // TODO Auto-generated method stub 
  Perfil perfil = opcionesMenuDAOIface.obtenerPerfilById(idPerfil); 














































@ManagedBean(name = "consultaTemperaturaController") 
@SessionScoped 
public class ConsultaTemperaturaController extends GenericoController { 
 
 private static Logger logger = Logger 
   .getLogger(ConsultaTemperaturaController.class); 
 
 private ConsultaTemperaturaBOImpl consTempBO; 
 private ListaLocalidadesBOImpl consLocalizacion; 
 private int activeIndex = 0; 
 private ConsultaTemperaturaForm consultaTemperatura; 
 private List<ConsultaTemperaturaFormOut> listaConsultaGeneral; 
 private List<Localidad> lstLocalidad; 
 private String unidadMinera =""; 
 private final Integer TIPO_VA = new Integer(1); 
 private boolean validate_horasIni=true; 
 private boolean validate_horasFin=true; 
 private boolean fechaVal=true; 
 private boolean tempVal=true; 
 private boolean bool1=true; 
 private boolean bool2=true; 
 private UnidadMinera unidadMineraObj; 
 private String nombreUM; 
 private ConsultaTemperaturaFormOut cstTempSelected; 
 private UsuarioSesion user; 
 private Perfil perfil; 
 private List<PanelDatos>listTempDatosBasicos; 
 private TemperaturaLineChart temperaturaChart; 
 private TemperaturaLineChartLoc temperaturaLocChart; 
 private TemperaturaLineChartFecha temperaturaLocFechaChart; 
 private TemperaturaLineChartCincoFechas temperaturaLocCincoFechasChart; 
  
 public void onPageLoad(ComponentSystemEvent event) { 
  try { 
   AuthorizationService auth = (AuthorizationService) 
SpringApplicationContext 
     .getBean("authorizationService"); 
   if (auth.isSessionUserAndContextValide() 
      && 
!FacesContext.getCurrentInstance().isPostback()) { 
    System.out.println("consultaTemperaturaController... is 
not Postback"); 
 
    consTempBO = (ConsultaTemperaturaBOImpl) 
SpringApplicationContext.getBean("consultaTemperaturaBO"); 








    initAll(); 
    activeIndex = 0; 
 
    user= (UsuarioSesion) getHttpSession() 
     
 .getAttribute(Constantes.USUARIO_SESSION); 
    perfil = 
(Perfil)getHttpSession().getAttribute(Constantes.PERFIL); 
    cargaUnidadMinera(); 
    cargarLocalidades(); 
    cargarDatosTemperatura(); 
   } 
  } catch (Exception e) { 
   e.printStackTrace(); 
   logger.error(e.getMessage(), e); 
   mostrarError("Error interno. " + Util.obtenerMensajeError(e)); 




 public void cargaUnidadMinera(){ 




   id_UM =  new Integer(Constantes.UnidadMinera.CONS_UM_JULCANI); 




   id_UM =  new Integer(Constantes.UnidadMinera.CONS_UM_ORCOPAMPA); 




   id_UM =Constantes.UnidadMinera.CONS_UM_RECUPERADA; 
  } 
  unidadMineraObj = consLocalizacion.obtenerUnidadMineraByID(id_UM); 




 public void cargarDatosTemperatura() { 
  // TODO Auto-generated method stub 
  try{ 
  listaConsultaGeneral = new ArrayList<ConsultaTemperaturaFormOut>(); 
  List<Temperatura> lista = 
consTempBO.listaTemperaturas(TIPO_VA,unidadMineraObj.getId_unidadMinera()); 
  for(Temperatura cst :lista){ 
   ConsultaTemperaturaFormOut cons = establecerTemperatura(cst); 
   listaConsultaGeneral.add(cons); 
  } 
  cargarCriteriosReporte(); 
  getSessionMap().put("listaConsultaTemperaturas",listaConsultaGeneral); 
  }catch(Exception e){ 
   e.printStackTrace(); 
   logger.error(e.getMessage(), e); 
   mostrarError("Error interno. "+Util.obtenerMensajeError(e)); 




 public ConsultaTemperaturaFormOut establecerTemperatura(Temperatura cst){ 
  ConsultaTemperaturaFormOut cons = new ConsultaTemperaturaFormOut(); 














  cons.setOut_localidad("Latitud: "+cst.getLatitud() + " Longitud: "+ 
cst.getLongitud()); 
  cons.setOut_unidad(cst.getUnidad_out()==null?"":cst.getUnidad_out()); 
  cons.setValor_localizacion(cst.getValor1_out()); 
  return cons; 
 } 
 
 public void validateRangoTemperaturaListener1(){ 
  String tempDesde =consultaTemperatura.getRangoTemperaturaDesde(); 
  tempVal=true; 
  if(tempDesde !=null && !tempDesde.isEmpty() ){ 
    
   if(Util.validateDigits(tempDesde)){ 
     
    StringTokenizer tk = new StringTokenizer(tempDesde,"."); 
     
    List<String> lista = new ArrayList<String>(); 
    while(tk.hasMoreElements()){ 
     lista.add((String) tk.nextElement()); 
    } 
    if(lista.size()==2){ 
     if(lista.get(0).length()>3 || 
lista.get(0).length()==0 || lista.get(1).length()!=2){ 
     
 mostrarWarning(Constantes.MSG_ERROR_FORMATO); 
      bool1 = false; 
     } 
     else{ 
      bool1 = true; 
     } 
    } 
    else{ 
     mostrarWarning(Constantes.MSG_ERROR_PUNTOS); 
     bool1 = false; 
    } 
   } 
   else{ 
    mostrarWarning(Constantes.MSG_ERROR_DIGITOS); 
    bool1 = false; 
   } 
  } 
 } 
  
 public void validateRangoTemperaturaListener2(){ 
  String tempHasta = consultaTemperatura.getRangoTemperaturaHasta(); 
  tempVal=true; 
  bool2=true; 
  if(tempHasta!= null  && !tempHasta.isEmpty()){ 
   if(Util.validateDigits(tempHasta)){ 
    StringTokenizer tk = new StringTokenizer(tempHasta,"."); 
     
    List<String> lista = new ArrayList<String>(); 
    while(tk.hasMoreElements()){ 
     lista.add((String) tk.nextElement()); 
    } 
    if(lista.size()==2){ 
     if(lista.get(0).length()>3 || 
lista.get(0).length()==0 || lista.get(1).length()!=2){ 
     
 mostrarWarning(Constantes.MSG_ERROR_FORMATO); 
      bool2 = false; 
     } 
     else{ 
      bool2 = true; 
     } 
    } 
    else{ 
     mostrarWarning(Constantes.MSG_ERROR_PUNTOS); 
     bool2 = false; 
    } 
   } 
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   else{ 
    mostrarWarning(Constantes.MSG_ERROR_DIGITOS); 
    bool1 = false; 
   } 




 public void validateHoraInicioListener(){ 
  String horas = consultaTemperatura.getHoraInicio(); 
  validate_horasIni= true; 
  if(!horas.trim().isEmpty()){ 
   String [] tiempo = horas.split(":"); 
   Integer  hora= Integer.parseInt(tiempo[0]); 
   Integer   min = Integer.parseInt(tiempo[1]); 
   if(!((hora>0 ||hora==0) && (hora<24 || hora ==24))){ 
    mostrarWarning(Constantes.MSG_ERROR_HORA); 
    validate_horasIni = false; 
   } 
   if(!((min>0 ||min==0) && (min<60 || min ==60))){ 
    mostrarWarning(Constantes.MSG_ERROR_MIN); 
    validate_horasIni = false; 
   } 
  } 
 } 
 
 public void validateHoraFinListener(){ 
  String horas = consultaTemperatura.getHoraFin(); 
  validate_horasFin= true; 
  if(!horas.trim().isEmpty()){ 
   String [] tiempo = horas.split(":"); 
   Integer  hora= Integer.parseInt(tiempo[0]); 
   Integer   min = Integer.parseInt(tiempo[1]); 
   if(!((hora>0 ||hora==0) && (hora<24 || hora ==24))){ 
    mostrarWarning(Constantes.MSG_ERROR_HORA); 
    validate_horasFin = false; 
   } 
   if(!((min>0 ||min==0) && (min<60 || min ==60))){ 
    mostrarWarning(Constantes.MSG_ERROR_MIN); 
    validate_horasFin = false; 
   } 
  } 
 } 
  
 public void consultaTemperatura1(){ 
  try{ 
   String rangDesde = 
consultaTemperatura.getRangoTemperaturaDesde(); 
   String rangHasta = 
consultaTemperatura.getRangoTemperaturaHasta(); 
   Double rangoDesde = new Double(0.0); 
   Double rangoHasta = new Double(1000.0); 
    if(validate_horasFin && validate_horasIni){ 
     if(comparaHoras()){ 
      if(fechaVal){ 
       if(bool1&& bool2){ 
        if(!rangDesde.isEmpty() ){ 
         rangoDesde = 
Double.valueOf(rangDesde); 
        } 
        if(!rangHasta.isEmpty()){ 
         rangoHasta = 
Double.valueOf(rangHasta); 
        } 
        if(rangoHasta>rangoDesde){ 
        
 List<ConsultaTemperaturaFormOut> lstCst = 
consTempBO.consultaTemperaturas(consultaTemperatura,unidadMineraObj.getId_unidadMinera
()); 
        
 listaConsultaGeneral  = lstCst; 
         Map mapa 
=getSessionMap(); 
        
 mapa.put("listaConsultaTemperaturas",listaConsultaGeneral); 
        
 cargarCriteriosReporte(); 
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        } 
        else{ 
        
 mostrarError(Constantes.MSG_ERROR_TEMP); 
        } 
       } 
       else{ 
       
 mostrarError(Constantes.MSG_ERROR_TEMPERATURAS); 
       } 
      } 
      else{ 
      
 mostrarError(Constantes.MSG_ERROR_FECHAS); 
      } 
     }else{ 
     
 mostrarError(Constantes.MSG_ERROR_HORAS_COMP); 
     } 
    }else{ 
     mostrarError(Constantes.MSG_ERROR_HORAS); 
    } 
      
   }catch(Exception e){ 
    e.printStackTrace(); 
    logger.error(e.getMessage(), e); 
    mostrarError("Error interno. 
"+Util.obtenerMensajeError(e)); 
   } 
 } 
 public void actualizaReporte(){ 
   
 } 
  
 public void detalleTemperatura(Object cstTemperatura){ 
  cstTempSelected = (ConsultaTemperaturaFormOut) cstTemperatura; 
  cargarDatosBasicos(); 
  cargaAnalisisTemperatura(); 
  cargaAnalisisTemperaturaLoc(); 
  cargaAnalisisTemperaturaFechas(); 




 private void cargaAnalisisTemperaturaCincoFechas() { 
  // TODO Auto-generated method stub 
  List<java.sql.Date> listaCincoFechas = new ArrayList<java.sql.Date>(); 
  listaCincoFechas=consTempBO.obtenerListaCincoFechas(); 
  List<List<ConsultaTemperaturaFormOut>> lstlstTempForOut = new 
ArrayList<List<ConsultaTemperaturaFormOut>>(); 
  for(java.sql.Date fecha: listaCincoFechas){ 
   List<ConsultaTemperaturaFormOut> lista = new 
ArrayList<ConsultaTemperaturaFormOut>(); 
   ConsultaTemperaturaForm cstTemperatura = new 
ConsultaTemperaturaForm(); 
   cstTemperatura.setFechaDesde(fecha); 
   cstTemperatura.setFechaHasta(fecha); 
   List<ConsultaTemperaturaFormOut> lista1 = 
consTempBO.consultaTemperaturas(cstTemperatura,unidadMineraObj.getId_unidadMinera()); 
   lista= crearListaModel(lista1,fecha); 
   lstlstTempForOut.add(lista); 
  } 




 private List<ConsultaTemperaturaFormOut>  
crearListaModel(List<ConsultaTemperaturaFormOut> lista,Date fecha) { 
  // TODO Auto-generated method stub 
  int contador = 0; 
  double sum=0; 
  List<ConsultaTemperaturaFormOut> listaTemp = new 
ArrayList<ConsultaTemperaturaFormOut>(); 
  SimpleDateFormat sdf = (SimpleDateFormat) 
SimpleDateFormat.getDateInstance(SimpleDateFormat.DEFAULT); 
  sdf.format(fecha); 
  String out_fecha=fecha.toString(); 
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  for(Localidad loc:lstLocalidad){ 
   ConsultaTemperaturaFormOut cstTemp = new 
ConsultaTemperaturaFormOut (); 
   for(ConsultaTemperaturaFormOut cst:lista){ 
    if(cst.getValor_localizacion().equals(loc.getValor())){ 
     contador++; 
     sum= sum+cst.getOut_valor(); 
    } 
   } 
   cstTemp.setValor_localizacion(loc.getValor()); 
   cstTemp.setOut_valor(sum/contador); 
   cstTemp.setOut_fecha(out_fecha); 
   listaTemp.add(cstTemp); 
  } 
  return  listaTemp; 
 } 
 
 private void cargaAnalisisTemperaturaFechas() { 
  // TODO Auto-generated method stub 
  ConsultaTemperaturaForm cstTemperatura = new ConsultaTemperaturaForm(); 
  ConsultaTemperaturaForm cstTemperatura1 = new 
ConsultaTemperaturaForm(); 
  ConsultaTemperaturaForm cstTemperatura2 = new 
ConsultaTemperaturaForm(); 
  Integer localidad = cstTempSelected.getValor_localizacion(); 
  cstTemperatura.setCboIdLocalidad1(localidad); 
  cstTemperatura.setCboIdLocalidad2(localidad); 
  List<PromedioTemperaturaLoc> lstCst = 
consTempBO.consultaPromedioTempLoc(cstTemperatura,unidadMineraObj.getId_unidadMinera()
); 
  List<PromediosFechaLocalidad>lstCStFechaLoc = 
consTempBO.consultaPromediosFechaLocalidad(unidadMineraObj.getId_unidadMinera()); 
  Integer localidadesMaxMin [] = obtenerMaximoMinimos(lstCStFechaLoc); 
  cstTemperatura1.setCboIdLocalidad1(localidadesMaxMin[0]); 
  cstTemperatura1.setCboIdLocalidad2(localidadesMaxMin[0]); 
  cstTemperatura2.setCboIdLocalidad1(localidadesMaxMin[1]); 
  cstTemperatura2.setCboIdLocalidad2(localidadesMaxMin[1]); 
  List<PromedioTemperaturaLoc> lstCst1 = 
consTempBO.consultaPromedioTempLoc(cstTemperatura1,unidadMineraObj.getId_unidadMinera(
)); 
  List<PromedioTemperaturaLoc> lstCst2 = 
consTempBO.consultaPromedioTempLoc(cstTemperatura2,unidadMineraObj.getId_unidadMinera(
)); 






 private  Integer[] obtenerMaximoMinimos( 
   List<PromediosFechaLocalidad> lstCStFechaLoc) { 
  // TODO Auto-generated method stub 
  Integer localidades [] = new Integer[2]; 
  Double localidadMax = lstCStFechaLoc.get(0).getPromedio(); 
  Integer locMax = new Integer(-1); 
  Double localidadMin = lstCStFechaLoc.get(0).getPromedio(); 
  Integer locMin = new Integer(-1); 
  for(PromediosFechaLocalidad prom:lstCStFechaLoc ){ 
   if(prom.getPromedio()>localidadMax){ 
    localidadMax = prom.getPromedio(); 
    locMax = prom.getLocalidad(); 
   } 
   if(prom.getPromedio()<localidadMin){ 
    localidadMin = prom.getPromedio(); 
    locMin = prom.getLocalidad(); 
   } 
  } 
  localidades[0]= locMax; 
  localidades[1]= locMin; 




 private void cargaAnalisisTemperatura() { 
  // TODO Auto-generated method stub 
  try{ 
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   ConsultaTemperaturaForm cstTemperatura = new 
ConsultaTemperaturaForm(); 
   String fecha = cstTempSelected.getOut_fecha(); 
   Integer localidad = cstTempSelected.getValor_localizacion(); 
   
   SimpleDateFormat sdf = new SimpleDateFormat("dd/M/yyyy"); 
   Date date = sdf.parse(fecha); 
   cstTemperatura.setFechaDesde(date); 
   cstTemperatura.setFechaHasta(date); 
   cstTemperatura.setCboIdLocalidad1(localidad); 
   cstTemperatura.setCboIdLocalidad2(localidad); 
   List<ConsultaTemperaturaFormOut> lstCst = 
consTempBO.consultaTemperaturas(cstTemperatura,unidadMineraObj.getId_unidadMinera()); 
   temperaturaChart = new TemperaturaLineChart(lstCst); 
    
  } 
  catch(Exception e){ 
   e.printStackTrace(); 
  } 
 } 
 
 private void cargaAnalisisTemperaturaLoc() { 
  // TODO Auto-generated method stub 
  try{ 
   ConsultaTemperaturaForm cstTemperatura = new 
ConsultaTemperaturaForm(); 
   String fecha = cstTempSelected.getOut_fecha();   
   SimpleDateFormat sdf = new SimpleDateFormat("dd/M/yyyy"); 
   Date date = sdf.parse(fecha); 
   cstTemperatura.setFechaDesde(date); 
   cstTemperatura.setFechaHasta(date); 
   List<ConsultaTemperaturaFormOut> lstCst = 
consTempBO.consultaTemperaturas(cstTemperatura,unidadMineraObj.getId_unidadMinera()); 
   temperaturaLocChart = new 
TemperaturaLineChartLoc(lstCst,lstLocalidad); 
    
  } 
  catch(Exception e){ 
   e.printStackTrace(); 




 public void cargarDatosBasicos() { 
  try{ 
   FacesContext ctx = FacesContext.getCurrentInstance(); 
  
   List<PanelDatos> listTemp = new ArrayList<PanelDatos>(); 
   PanelDatos ob1 = new PanelDatos(); 
   ob1.setCampo1("Nombre y Apellidos:"); 
   ob1.setValor1(user.getNombre()+" "+ user.getApellidoPaterno()+" 
"+ user.getApellidoMaterno()); 
   ob1.setCampo2("Perfil:"); 
   ob1.setValor2(perfil.getNombre()); 
   ob1.setCampo3("email:"); 
   ob1.setValor3(user.getEmail()); 
   ob1.setShowLink(false); 
   listTemp.add(ob1); 
    
   PanelDatos ob2 = new PanelDatos(); 
   ob2.setCampo1("Código de usuario:"); 
   ob2.setValor1(user.getCodigoUsuario()); 
   ob2.setCampo2("Teléfono:"); 
   ob2.setValor2(user.getTelefono()); 
   ob2.setCampo3("Unidad Minera:"); 
   ob2.setValor3(nombreUM); 
   ob2.setShowLink(false); 
   listTemp.add(ob2); 
    
   PanelDatos ob3 = new PanelDatos(); 
   ob3.setCampo1("Localización de la unidad minera:"); 
   ob3.setValor1(unidadMineraObj.getLocalizacion()); 
   ob3.setCampo2("Código de búsqueda:"); 
  
 ob3.setValor2(String.valueOf(cstTempSelected.getOut_idTemperatura())); 
   ob3.setCampo3("Fecha de muestreo:"); 
   ob3.setValor3(cstTempSelected.getOut_fecha()); 
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   ob3.setShowLink(false); 
   listTemp.add(ob3); 
    
   PanelDatos ob4 = new PanelDatos(); 
   ob4.setCampo1("Localización:"); 
   ob4.setValor1(cstTempSelected.getOut_localidad()); 
   ob4.setCampo2("Valor:"); 
   ob4.setValor2(String.valueOf(cstTempSelected.getOut_valor())); 
   ob4.setCampo3("Fecha de la información:"); 
   ob4.setValor3(user.getFechaInformacion()); 
   ob4.setShowLink(false); 
   listTemp.add(ob4); 
    
   listTempDatosBasicos = listTemp; 
    
    
  }catch(Exception e){ 
   e.printStackTrace(); 
   logger.error(e.getMessage(), e); 




 public boolean comparaHoras(){ 
  boolean ret= true; 
  String horaIni = consultaTemperatura.getHoraInicio(); 
  String horaFin = consultaTemperatura.getHoraFin(); 
  if(!horaIni.trim().isEmpty() && !horaFin.trim().isEmpty()){ 
   String [] tiempoIni = horaIni.split(":"); 
   String [] tiempoFin = horaFin.split(":"); 
   Integer  horIni= Integer.parseInt(tiempoIni[0]); 
   Integer   minIni = Integer.parseInt(tiempoIni[1]); 
   Integer  horFin= Integer.parseInt(tiempoFin[0]); 
   Integer   minFin = Integer.parseInt(tiempoFin[1]); 
   if(horIni >horFin){ 
    ret=false; 
   } 
   else if(minIni>minFin){ 
    ret=false; 
   } 
  } 




 private void cargarCriteriosReporte() { 
  // TODO Auto-generated method stub 
  HashMap<String,String> criteriosRep = new HashMap<String,String>();  
  criteriosRep.put("nombreGestor",user.getNombre()+ " " 
+user.getApellidoPaterno() +" " + user.getApellidoMaterno() ); 
  criteriosRep.put("perfil",perfil.getNombre()); 
  criteriosRep.put("mina", Constantes.MINA); 
  criteriosRep.put("unidadMinera",this.getUnidadMineraObj().getNombre()); 
  String locIniDes = "Ninguna"; 
  String locFinDes = "Ninguna"; 
  String fechaIni = "04/08/2014"; 
  String fechaFin =(new SimpleDateFormat("dd/MM/yyyy")).format(new 
Date()); 
  String horaIni = "00:00"; 
  String horaFin = "24:00"; 
  String tempIni="0.0"; 
  String tempFin = "inf"; 
  if(consultaTemperatura.getCboIdLocalidad1()!=null){ 
    if(consultaTemperatura.getCboIdLocalidad1()!=0){ 
    Integer locIni = 
consultaTemperatura.getCboIdLocalidad1(); 
    locIniDes = buscaLocalizacion(locIni); 
   } 
  } 
  if(consultaTemperatura.getCboIdLocalidad2()!=null){ 
   if(consultaTemperatura.getCboIdLocalidad2()!=0){ 
    Integer locFin = 
consultaTemperatura.getCboIdLocalidad2(); 
    locFinDes = buscaLocalizacion(locFin); 
   } 
  } 
  if(consultaTemperatura.getFechaDesde()!=null){ 
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   fechaIni = 
Util.obtenerFecha(consultaTemperatura.getFechaDesde()); 
  } 
  if(consultaTemperatura.getFechaHasta()!=null){ 
   fechaFin = 
Util.obtenerFecha(consultaTemperatura.getFechaHasta()); 
  } 
  if(consultaTemperatura.getHoraInicio()!=null){ 
   if(!consultaTemperatura.getHoraInicio().isEmpty()){ 
    horaIni =consultaTemperatura.getHoraInicio(); 
   } 
  } 
  if(consultaTemperatura.getHoraFin() !=null){ 
   if(!consultaTemperatura.getHoraFin().isEmpty()){ 
    horaFin =  consultaTemperatura.getHoraFin(); 
   } 
  } 
  if(consultaTemperatura.getRangoTemperaturaDesde()!=null ){ 
   if(!consultaTemperatura.getRangoTemperaturaDesde().isEmpty()){ 
    tempIni 
=String.valueOf(consultaTemperatura.getRangoTemperaturaDesde()); 
   } 
  } 
  if(consultaTemperatura.getRangoTemperaturaHasta()!=null ){ 
   if(!consultaTemperatura.getRangoTemperaturaHasta().isEmpty()){ 
    tempFin 
=String.valueOf(consultaTemperatura.getRangoTemperaturaHasta()); 
   } 
  } 
   
  criteriosRep.put("locInicial", locIniDes); 
  criteriosRep.put("locFinal", locFinDes); 
  criteriosRep.put("tempInicial",tempIni+" C"); 
  criteriosRep.put("tempFinal",tempFin+ " C"); 
  criteriosRep.put("fechaIni",fechaIni); 
  criteriosRep.put("fechaFin",fechaFin); 
  criteriosRep.put("horaIni", horaIni); 
  criteriosRep.put("horaFin",horaFin); 
  getSessionMap().put("criteriosReporteTemperatura", criteriosRep); 
 } 
  
 private String buscaLocalizacion(Integer locIni) { 
  // TODO Auto-generated method stub 
  String descripcion = ""; 
  for(Localidad loc:lstLocalidad){ 
   if(locIni.equals(loc.getId_tip_localidad())){ 
    descripcion = loc.getDescripcion(); 
    break; 
   } 
  } 







 public void validateDateListener(){ 




 private boolean isRangoFechasOk(Date date1, Date date2){ 
  if(Util.esFecha1MayorFecha2(date1, date2)){ 
   mostrarWarning(Constantes.MSG_ERROR_RANGO_FECHAS); 
   return false; 
  } 





 private void cargarLocalidades() { 
  // TODO Auto-generated method stub 
  ComboModel comboBean = (ComboModel) 
SpringApplicationContext.getBean("comboModel"); 




 public void initAll() { 
  // TODO Auto-generated method stub 
  consultaTemperatura = new ConsultaTemperaturaForm(); 
  listaConsultaGeneral = new ArrayList<ConsultaTemperaturaFormOut>(); 
  lstLocalidad = new ArrayList<Localidad>(); 
  unidadMineraObj = new UnidadMinera(); 
  cstTempSelected = new ConsultaTemperaturaFormOut(); 
  perfil = new Perfil(); 
  listTempDatosBasicos=  new ArrayList<PanelDatos>(); 
  temperaturaChart = new TemperaturaLineChart(); 
  temperaturaLocChart = new TemperaturaLineChartLoc(); 
  temperaturaLocFechaChart = new TemperaturaLineChartFecha(); 
  temperaturaLocCincoFechasChart = new TemperaturaLineChartCincoFechas(); 
 } 
 
 public ConsultaTemperaturaForm getConsultaTemperatura() { 
  return consultaTemperatura; 
 } 
 
 public void setConsultaTemperatura( 
   ConsultaTemperaturaForm consultaTemperatura) { 
  this.consultaTemperatura = consultaTemperatura; 
 } 
 
 public List<ConsultaTemperaturaFormOut> getListaConsultaGeneral() { 
  return listaConsultaGeneral; 
 } 
 
 public void setListaConsultaGeneral( 
   List<ConsultaTemperaturaFormOut> listaConsultaGeneral) { 




 public UnidadMinera getUnidadMineraObj() { 




 public void setUnidadMineraObj(UnidadMinera unidadMineraObj) { 




 public String getNombreUM() { 




 public void setNombreUM(String nombreUM) { 




 public String getUnidadMinera() { 
  return unidadMinera; 
 } 
 public void setUnidadMinera(String unidadMinera) { 




 public List<PanelDatos> getListTempDatosBasicos() { 




 public void setListTempDatosBasicos(List<PanelDatos> listTempDatosBasicos) { 




 public TemperaturaLineChart getTemperaturaChart() { 





 public void setTemperaturaChart(TemperaturaLineChart temperaturaChart) { 




 public TemperaturaLineChartLoc getTemperaturaLocChart() { 




 public void setTemperaturaLocChart(TemperaturaLineChartLoc 
temperaturaLocChart) { 




 public TemperaturaLineChartFecha getTemperaturaLocFechaChart() { 




 public void setTemperaturaLocFechaChart( 
   TemperaturaLineChartFecha temperaturaLocFechaChart) { 




 public TemperaturaLineChartCincoFechas getTemperaturaLocCincoFechasChart() { 




 public void setTemperaturaLocCincoFechasChart( 
   TemperaturaLineChartCincoFechas temperaturaLocCincoFechasChart) 
{ 



































public class EnviarCorreoController extends GenericoController { 
  
 private static Logger logger = Logger.getLogger(EnviarCorreoController.class); 
 
 private String txtPara; 
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 private String txtCopia; 
 private String txtAsunto; 
 private String txtMensaje; 
 private Integer rbFormato=1; 
 private String nombreFormulario; 
  
 private SelectItem[] listaFormatos; 
 
 @Autowired 
 private ExportarModel exportarModel; 
  
  
 public EnviarCorreoController() { 
  this.cargarFormatoArchivo(); 
 } 
  
 public void enviarMensaje(){ 
  logger.info("preparando el envio de mensaje..."); 
  String msgErrorInterno = ""; 
  String msgWarn = ""; 
 } 
 
 private void limpiarCampos(){ 
  this.txtAsunto = ""; 
  this.txtCopia = ""; 
  this.txtMensaje = ""; 
  this.txtPara = ""; 
 } 
  
 public void abrirFormMsg(){ 
  this.limpiarCampos(); 
   
  FacesContext ctx = FacesContext.getCurrentInstance(); 
  HttpSession session = (HttpSession) 
ctx.getExternalContext().getSession(false); 
   
  String nombreReporte = 
getSessionMap().get(ConstantesWeb.Reportes.PARAM_NOMBRE_REPORTE).toString(); 
  this.exportarModel.setNombreReporte(nombreReporte); 
 } 
  
   
 private byte[] obtenerReportePdf(String path,List list,Map parametros) throws 
Exception{ 
  byte results[]=null; 
     ByteArrayOutputStream outputStream = new ByteArrayOutputStream(); 
  JRBeanCollectionDataSource dataSource = new 
JRBeanCollectionDataSource(list); 
  JasperPrint jasperPrint = 
JasperFillManager.fillReport(getResourceInputStream(path), parametros, dataSource); 
  jasperPrint.setProperty(JRStyledText.PROPERTY_AWT_IGNORE_MISSING_FONT, 
"true"); 
   
     JRPdfExporter exporterPdf = new JRPdfExporter(); 
     exporterPdf.setParameter(JRPdfExporterParameter.JASPER_PRINT,jasperPrint); 
     
exporterPdf.setParameter(JRPdfExporterParameter.OUTPUT_STREAM,outputStream); 
     exporterPdf.exportReport(); 
  return outputStream.toByteArray(); 
 } 
  
 public byte[] obtenerReporteXls(String path,List list,Map parametros) throws 
Exception{ 
  byte results[]=null; 
     ByteArrayOutputStream outputStream = new ByteArrayOutputStream(); 
  JRBeanCollectionDataSource dataSource = new 
JRBeanCollectionDataSource(list); 
  parametros.put(JRParameter.IS_IGNORE_PAGINATION,Boolean.TRUE); 
  JasperPrint jasperPrint = 
JasperFillManager.fillReport(getResourceInputStream(path), parametros, dataSource); 
  jasperPrint.setProperty(JRStyledText.PROPERTY_AWT_IGNORE_MISSING_FONT, 
"true"); 
 















  exporterXLS.exportReport(); 




 private void cargarFormatoArchivo(){ 
  SelectItem[] listaFormatosAux = new SelectItem[2]; 
  SelectItem item1= new SelectItem(1,"PDF"); 
  SelectItem item2= new SelectItem(2,"Excel"); 
  listaFormatosAux[0] = item1; 
  listaFormatosAux[1] = item2; 
  this.setListaFormatos(listaFormatosAux); 
 } 
  
 public String getTxtPara() { 
  return txtPara; 
 } 
 
 public void setTxtPara(String txtPara) { 
  this.txtPara = txtPara; 
 } 
 
 public String getTxtCopia() { 
  return txtCopia; 
 } 
 
 public void setTxtCopia(String txtCopia) { 
  this.txtCopia = txtCopia; 
 } 
 
 public String getTxtAsunto() { 
  return txtAsunto; 
 } 
 
 public void setTxtAsunto(String txtAsunto) { 
  this.txtAsunto = txtAsunto; 
 } 
 
 public String getTxtMensaje() { 
  return txtMensaje; 
 } 
 
 public void setTxtMensaje(String txtMensaje) { 
  this.txtMensaje = txtMensaje; 
 } 
 
 public Integer getRbFormato() { 
  return rbFormato; 
 } 
 
 public void setRbFormato(Integer rbFormato) { 
  this.rbFormato = rbFormato; 
 } 
 
 public SelectItem[] getListaFormatos() { 
  return listaFormatos; 
 } 
 
 public void setListaFormatos(SelectItem[] listaFormatos) { 
  this.listaFormatos = listaFormatos; 
 } 
  
 public String getNombreFormulario() { 




 public void setNombreFormulario(String nombreFormulario) { 
























public class GenericoController { 
 
 private Map<String,Object> parametrosReporte; 
  
  
 public GenericoController() { 
  parametrosReporte = new HashMap<String, Object>(); 
 } 
  
    public static void mostrarMensaje(String msjResumen) { 
        FacesMessage msj = new FacesMessage(FacesMessage.SEVERITY_INFO, msjResumen, 
Constantes.VACIO); 
        FacesContext.getCurrentInstance().addMessage(null, msj); 
    } 
     
    public static void mostrarMensaje(String msjResumen, String msjDetalle) { 
        FacesMessage msj = new FacesMessage(FacesMessage.SEVERITY_INFO, msjResumen, 
msjDetalle); 
        FacesContext.getCurrentInstance().addMessage(null, msj); 
    } 
     
    public static void mostrarWarning(String msjResumen) { 
        FacesMessage msj = new FacesMessage(FacesMessage.SEVERITY_WARN, msjResumen, 
Constantes.VACIO); 
        FacesContext.getCurrentInstance().addMessage(null, msj); 
    } 
     
    public static void mostrarWarning(String msjResumen, String msjDetalle) { 
        FacesMessage msj = new FacesMessage(FacesMessage.SEVERITY_WARN, msjResumen, 
msjDetalle); 
        FacesContext.getCurrentInstance().addMessage(null, msj); 
    } 
     
    public static void mostrarError(String msjResumen) { 
        FacesMessage msj = new FacesMessage(FacesMessage.SEVERITY_ERROR, msjResumen, 
Constantes.VACIO); 
        FacesContext.getCurrentInstance().addMessage(null, msj); 
    } 
     
    public static void mostrarError(String msjResumen, String msjDetalle) { 
        FacesMessage msj = new FacesMessage(FacesMessage.SEVERITY_ERROR, msjResumen, 
msjDetalle); 
        FacesContext.getCurrentInstance().addMessage(null, msj); 
    } 
     
    public static void mostrarFatal(String msjResumen) { 
        FacesMessage msj = new FacesMessage(FacesMessage.SEVERITY_FATAL, msjResumen, 
Constantes.VACIO); 
        FacesContext.getCurrentInstance().addMessage(null, msj); 
    } 
     
    public static void mostrarFatal(String msjResumen, String msjDetalle) { 
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        FacesMessage msj = new FacesMessage(FacesMessage.SEVERITY_FATAL, msjResumen, 
msjDetalle); 
        FacesContext.getCurrentInstance().addMessage(null, msj); 
    } 
     
    public static void updateComponente(String[] arrayComponentes){ 
     for (String string : arrayComponentes) { 
      if(string.length() > 0){ 
       getRequestContext().update(string); 
      } 
  } 
    } 
     
    protected static RequestContext getRequestContext(){ 
     return RequestContext.getCurrentInstance(); 
    } 
     
    protected static FacesContext getFacesContext(){ 
     return FacesContext.getCurrentInstance(); 
    } 
     
    public static void messageSaveToPopupOrMain(String msgWarnMain, String 
msgWarnPopup, String msgErrorPopup,  
      String[] idsMain, String[] idsPopup, String argClosePopup, boolean 
showMsgMain){ 
  boolean closePopup = false; 
  if(msgWarnPopup.length() == 0 && msgErrorPopup.length() == 0){ 
   closePopup = true; 
    
   boolean updateIdsMain = false; 
   for (String string : idsMain) { 
       if(Util.getStringF(string).trim().length() > 0){ 
        updateIdsMain = true; 
        break; 
       } 
   } 
    
   if(updateIdsMain){ 
    if(showMsgMain){ 
     if(msgWarnMain.length()==0){ 
     
 mostrarMensaje(ConstantesWeb.ConstanteGenerica.GUARDAR_OK); 
     }else{ 
     
 mostrarWarning(ConstantesWeb.ConstanteGenerica.GUARDAR_OK+msgWarnMain); 
     } 
    } 
    updateComponente(idsMain); 
   } 
  }else { 
   if(msgWarnPopup.length() > 0){ 
    mostrarWarning(msgWarnPopup); 
   }else if(msgErrorPopup.length() > 0){ 
    mostrarError(msgErrorPopup); 
   } 
   updateComponente(idsPopup); 
  } 
  getRequestContext().addCallbackParam(argClosePopup, closePopup); 
    } 
     
    protected static HttpSession getHttpSession(){ 
     return 
(HttpSession)(FacesContext.getCurrentInstance().getExternalContext().getSession(true))
; 
    } 
     
    protected static Map<String,Object> getSessionMap(){ 
     return FacesContext.getCurrentInstance().getExternalContext().getSessionMap(); 
    } 
     
    protected static Map<String,String> getRequestParameterMap(){ 
     return 
FacesContext.getCurrentInstance().getExternalContext().getRequestParameterMap(); 
    } 
     
    public Map<String, Object> getParametrosReporte() { 
  return parametrosReporte; 
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 } 
     
 protected static InputStream getResourceInputStream(String relPath) { 




 protected static ServletContext getServletContext(){ 




 protected HttpServletRequest getRequest(){ 




 protected HttpServletResponse getResponse(){ 
















@Controller(value = "principalController") 
@RequestScoped 
public class PrincipalController { 
  
 public void onPageLoad(ComponentSystemEvent event) { 
   System.out.println("PrincipalController... is not Postback"); 












public interface ConsultaTemperaturaDAOIface { 
 public List<Temperatura> listarTemperaturas(Integer tipo,Integer id_UM); 
 public List<Temperatura> consultaTemperaturas(ConsultaTemperatura cst); 
 public List<PromedioTemperaturaLoc> 
consultaPromedioTempLoc(ConsultaTemperatura cst); 
 public List<PromediosFechaLocalidad> 
consultaPromedioFechaLoc(ConsultaTemperatura cst); 










public interface ListaLocalidadesDAOIface { 
 public List<Localidad> listarLocalidades(); 













public interface OpcionesMenuDAOIface { 
 public List listarMenu(String codRegistro,int idPerfil) throws Exception; 
 public List listarTipoEjecutivo(String codRegistro) throws Exception; 
 public List listarJerarquia(int idUsuarioAsesor) throws Exception; 
 public UsuarioAsesor listarTipoEjecutivoById(Long idUsuarioAsesor) throws 
Exception; 
 public List listarTipoEjecutivo(String codRegistro, 
   UsuarioSesion oUsuarioSesion); 
 public UsuarioSesion obtenerEjecutivo( UsuarioSesion oRefUsuarioSesion) throws 
Exception; 
 public List<Opcion> listarMenuTodos() throws Exception; 


























 public ConsultaTemperaturaDAOImpl(SqlMapClient sqlMapClient) { 




 public List<Temperatura> listarTemperaturas(Integer tipo,Integer id_UM) { 
  // TODO Auto-generated method stub 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_id_tipo_ind", tipo); 
  map.put("in_id_UM", id_UM); 
  List<Temperatura> lista = (ArrayList<Temperatura>) 
getSqlMapClientTemplate() 
   
 .queryForList("BP_CONDICION_AMBIENTAL_SqlMap.obtenerCondicionAmbiental",map); 




 public List<Temperatura> consultaTemperaturas(ConsultaTemperatura cst) { 
  // TODO Auto-generated method stub 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_id_tipo_ind", cst.getIn_id_tipo_ind()); 
  map.put("in_id_UM", cst.getIn_id_tipo_UM()); 
  map.put("in_loc_ini", cst.getIn_loc_ini()); 
  map.put("in_loc_fin", cst.getIn_loc_fin()); 
  map.put("in_temp_ini", cst.getIn_temp_ini()); 
  map.put("in_temp_fin", cst.getIn_temp_fin()); 
  map.put("in_anio_ini", cst.getIn_anio_ini()); 
  map.put("in_anio_fin", cst.getIn_anio_fin()); 
  map.put("in_mes_ini", cst.getIn_mes_ini()); 
  map.put("in_mes_fin", cst.getIn_mes_fin()); 
  map.put("in_dia_ini", cst.getIn_dia_ini()); 
  map.put("in_dia_fin", cst.getIn_dia_fin()); 
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  map.put("in_hora_ini", cst.getIn_hora_ini()); 
  map.put("in_hora_fin", cst.getIn_hora_fin()); 
  map.put("in_min_ini", cst.getIn_min_ini()); 
  map.put("in_min_fin", cst.getIn_min_fin()); 
   
  List<Temperatura> lista = (ArrayList<Temperatura>) 
getSqlMapClientTemplate() 
   
 .queryForList("BP_CONDICION_AMBIENTAL_SqlMap.obtenerCondicionAmbParam",map); 




 public List<PromedioTemperaturaLoc> consultaPromedioTempLoc( 
   ConsultaTemperatura cst) { 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_id_tipo_ind", cst.getIn_id_tipo_ind()); 
  map.put("in_id_UM", cst.getIn_id_tipo_UM()); 
  map.put("in_loc_ini", cst.getIn_loc_ini()); 
  map.put("in_loc_fin", cst.getIn_loc_fin()); 
  List<PromedioTemperaturaLoc> lista = 
(ArrayList<PromedioTemperaturaLoc>) getSqlMapClientTemplate() 
   
 .queryForList("BP_PROMEDIOS_GRAFICAS_SqlMap.obtenerPromediosTempLoc",map); 




 public List<PromediosFechaLocalidad> consultaPromedioFechaLoc( 
   ConsultaTemperatura cst) { 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_id_tipo_ind", cst.getIn_id_tipo_ind()); 
  map.put("in_id_UM", cst.getIn_id_tipo_UM()); 
  List<PromediosFechaLocalidad> lista = 
(ArrayList<PromediosFechaLocalidad>) getSqlMapClientTemplate() 
   
 .queryForList("BP_PROMEDIOS_GRAFICAS_SqlMap.obtenerPromediosFechaLoc",map); 




 public List<Date> consultaCincoFechas() { 
  // TODO Auto-generated method stub 
  List<java.sql.Date> lista = new ArrayList<java.sql.Date>(); 
  try{ 
  lista = (ArrayList<java.sql.Date>) 
getSqlMapClientTemplate().queryForList("BP_CONDICION_AMBIENTAL_SqlMap.obtenerCincoFech
as"); 
  } 
  catch(Exception e){ 
   e.printStackTrace(); 
  } 


























 public ListaLocalidadesDAOImpl(SqlMapClient sqlMapClient) { 




 public List<Localidad> listarLocalidades() { 
  // TODO Auto-generated method stub 
 
  List<Localidad> lista = (ArrayList<Localidad>) 
getSqlMapClientTemplate() 
    .queryForList("BP_LOCALIDAD_SqlMap.obtenerLocalidad"); 




 public UnidadMinera obtenerUnidadMineraByID(Integer id_UM) { 
  // TODO Auto-generated method stub 
  UnidadMinera unidadMinera = null; 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_id_UM",id_UM); 
  unidadMinera = (UnidadMinera) 
getSqlMapClientTemplate().queryForObject("BP_LOCALIDAD_SqlMap.obtenerUnidadMinera", 
map); 
























public class OpcionesMenuDAOImpl extends SqlMapClientDaoSupport implements 
 OpcionesMenuDAOIface { 
  
 @Autowired 
 public OpcionesMenuDAOImpl(SqlMapClient sqlMapClient) { 
  setSqlMapClient(sqlMapClient); 
 } 
  
 public List listarMenu(String codRegistro,int idPerfil) throws Exception{ 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_codRegistro", codRegistro); 
  map.put("in_idPerfil", idPerfil); 
   





  return (List) map.get("result"); 
 } 
  
 public List listarTipoEjecutivo(String codRegistro) throws Exception{ 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_codRegistro", codRegistro); 
 
 getSqlMapClientTemplate().queryForList("BP_OPCIONES_MENU_SqlMap.listarTipoEjec
utivo", map);  





 public List listarJerarquia(int idUsuarioAsesor) throws Exception{ 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_idusuarioasesor", idUsuarioAsesor); 
   





  return (List) map.get("result"); 
 } 
  
 public UsuarioAsesor listarTipoEjecutivoById(Long idUsuarioAsesor) throws 
Exception{ 
  HashMap map=new HashMap(); 





















 public UsuarioSesion obtenerEjecutivo(UsuarioSesion oRefUsuarioSesion) 
   throws Exception { 
  // TODO Auto-generated method stub 
  UsuarioSesion usuario = null; 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_codRegistro", oRefUsuarioSesion.getRegistroHost()); 
  map.put("in_password", oRefUsuarioSesion.getPassword()); 
  usuario= 
(UsuarioSesion)getSqlMapClientTemplate().queryForObject("BP_USUARIO_SqlMap.obtenerUsua
rio", map); 




 public List listarTipoEjecutivo(String codRegistro, 
   UsuarioSesion oUsuarioSesion) { 
  // TODO Auto-generated method stub 




 public List<Opcion> listarMenuTodos() throws Exception { 
  List<Opcion> lista = 
(ArrayList<Opcion>)getSqlMapClientTemplate().queryForList("BP_OPCION_SqlMap.obtenerOpc
ion"); 




 public Perfil obtenerPerfilById(Integer idPerfil) throws Exception { 
  // TODO Auto-generated method stub 
  Perfil perfil = null; 
  HashMap<String,Object> map = new HashMap<String,Object>(); 
  map.put("in_idPerfil",idPerfil); 
  perfil = (Perfil) 
getSqlMapClientTemplate().queryForObject("BP_PERFIL_SqlMap.obtenerPerfil", map); 





<?xml version="1.0" encoding="UTF-8" ?> 




 <resultMap id="result_obtenerCondicionAmbiental" 
class="com.pe.ganymedepjt.bp.in.to.Temperatura" > 
     <result column="VALOR_OUT" property="valor_out" jdbcType="NUMBER" 
javaType="java.lang.Double"/> 
     <result column="ANIO_OUT" property="anio_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="MES_OUT" property="mes_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="DIA_OUT" property="dia_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="HORA_OUT" property="hora_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="MINUTOS_OUT" property="minutos_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="VARIABLE_OUT" property="variable_out" jdbcType="VARCHAR"/> 
     <result column="UNIDAD_OUT" property="unidad_out" jdbcType="VARCHAR"/> 
     <result column="ID_LOCALIDAD_OUT" property="id_localidad_out" 
jdbcType="NUMBER" javaType="java.lang.Integer"/> 
     <result column="NOMBRE_OUT" property="nombre_out" jdbcType="VARCHAR"/> 
     <result column="VALOR1_OUT" property="valor1_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="DESCRIPCION_OUT" property="descripcion_out" 
jdbcType="VARCHAR"/>  
     <result column="LATITUD" property="latitud" jdbcType="VARCHAR"/>  
     <result column="LONGITUD" property="longitud" jdbcType="VARCHAR"/>  
    </resultMap> 
     
     
    <parameterMap id="param_obtenerCondicionAmbiental" class="java.util.HashMap"> 
      <parameter property="in_id_tipo_ind" jdbcType="NUMBER" 
javaType="java.lang.Integer" mode="IN"/> 
      <parameter property="in_id_UM" jdbcType="NUMBER" javaType="java.lang.Integer" 
mode="IN"/> 
   </parameterMap> 
    
   <procedure id="obtenerCondicionAmbiental" 
resultMap="result_obtenerCondicionAmbiental" 
parameterMap="param_obtenerCondicionAmbiental"> 
  <![CDATA[ 
         {  call sigrma.sp_cons_ad_condicion_amb(?,?)} 






   
 <resultMap id="result_obtenerCondicionAmbParam" 
class="com.pe.ganymedepjt.bp.in.to.Temperatura" > 
     <result column="VALOR_OUT" property="valor_out" jdbcType="NUMBER" 
javaType="java.lang.Double"/> 
     <result column="ANIO_OUT" property="anio_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="MES_OUT" property="mes_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="DIA_OUT" property="dia_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="HORA_OUT" property="hora_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="MINUTOS_OUT" property="minutos_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="VARIABLE_OUT" property="variable_out" jdbcType="VARCHAR"/> 
     <result column="UNIDAD_OUT" property="unidad_out" jdbcType="VARCHAR"/> 
     <result column="ID_LOCALIDAD_OUT" property="id_localidad_out" 
jdbcType="NUMBER" javaType="java.lang.Integer"/> 
     <result column="NOMBRE_OUT" property="nombre_out" jdbcType="VARCHAR"/> 
     <result column="VALOR1_OUT" property="valor1_out" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="DESCRIPCION_OUT" property="descripcion_out" 
jdbcType="VARCHAR"/>    
     <result column="LATITUD" property="latitud" jdbcType="VARCHAR"/>  
     <result column="LONGITUD" property="longitud" jdbcType="VARCHAR"/>    
583 
    </resultMap> 
 
 
 <parameterMap id="param_obtenerCondicionAmbParam" class="java.util.HashMap"> 
  <parameter property="in_id_tipo_ind" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_id_UM" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_loc_ini" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_loc_fin" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_temp_ini" jdbcType="NUMBER" 
   javaType="java.lang.Double" mode="IN" /> 
  <parameter property="in_temp_fin" jdbcType="NUMBER" 
   javaType="java.lang.Double" mode="IN" /> 
  <parameter property="in_anio_ini" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_anio_fin" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_mes_ini" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_mes_fin" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_dia_ini" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_dia_fin" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_hora_ini" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_hora_fin" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_min_ini" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_min_fin" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
 </parameterMap> 
 
 <procedure id="obtenerCondicionAmbParam" 
resultMap="result_obtenerCondicionAmbParam" 
  parameterMap="param_obtenerCondicionAmbParam"> 
  <![CDATA[ 
         {  call 
sigrma.sp_cons_ad_cond_amb_param(?,?,?,?,?,?,?,?,?,?,?,?,?,?,?,?)} 




    
   <procedure id="obtenerCincoFechas" resultClass="java.sql.Date"> 
  <![CDATA[ 
         {  call sigrma.sp_cons_ad_fechas_cinco_ultimas()} 




<?xml version="1.0" encoding="UTF-8" ?> 




 <resultMap id="result_obtenerLocalidad" 
class="com.pe.ganymedepjt.bp.in.to.Localidad" > 
     <result column="ID_TIP_LOCALIDAD" property="id_tip_localidad" 
jdbcType="NUMBER" javaType="java.lang.Integer"/> 
     <result column="NOMBRE" property="nombre" jdbcType="VARCHAR" 
javaType="java.lang.String"/> 
     <result column="VALOR" property="valor" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="DESCRIPCION" property="descripcion" jdbcType="VARCHAR" 
javaType="java.lang.String"/> 
    </resultMap> 
     
    
   <procedure id="obtenerLocalidad" resultMap="result_obtenerLocalidad" > 
  <![CDATA[ 
         {  call sigrma.sp_cons_ad_localidades()} 
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       ]]> 
 </procedure> 
  
 <resultMap id="result_obtenerUnidadMinera" 
class="com.pe.ganymedepjt.bp.in.to.UnidadMinera" > 
     <result column="ID_UM" property="id_unidadMinera" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="DECRIPCION" property="descripcion" jdbcType="VARCHAR" 
javaType="java.lang.String"/> 
     <result column="LOCALIZACION" property="localizacion" jdbcType="VARCHAR" 
javaType="java.lang.String"/> 
     <result column="NOMBRE" property="nombre" jdbcType="VARCHAR" 
javaType="java.lang.String"/> 
    </resultMap> 
     
     
    <parameterMap id="param_obtenerUnidadMinera" class="java.util.HashMap"> 
      <parameter property="in_id_UM" jdbcType="NUMBER" javaType="java.lang.Integer" 
mode="IN"/> 
   </parameterMap> 
    
   <procedure id="obtenerUnidadMinera" resultMap="result_obtenerUnidadMinera" 
parameterMap="param_obtenerUnidadMinera"> 
  <![CDATA[ 
         {  call sigrma.sp_cons_ad_umbyid(?)} 




<?xml version="1.0" encoding="UTF-8" ?> 




 <resultMap id="result_obtenerOpcion" 
class="com.pe.ganymedepjt.bp.in.to.Opcion" > 
     <result column="ID_OPCION" property="id_opcion" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="NOMBRE" property="nombre" jdbcType="VARCHAR" 
javaType="java.lang.String"/> 
     <result column="ID_OPCION_PADRE" property="id_opcion_padre" 
jdbcType="NUMBER" javaType="java.lang.Long"/> 
     <result column="COD_TIPO_OPCION" property="cod_tipo_opcion" 
jdbcType="CHAR" javaType="java.lang.String"/> 
     <result column="IND_ACTIVO" property="ind_activo" jdbcType="CHAR" 
javaType="java.lang.String"/> 
     <result column="COD_OPCION_ALTERNO" property="cod_opcion_alterno" 
jdbcType="CHAR" javaType="java.lang.String"/> 
     <result column="URL" property="url" jdbcType="VARCHAR" 
javaType="java.lang.String"/> 
     <result column="ORDEN" property="orden" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
    </resultMap> 
     
 
    
   <procedure id="obtenerOpcion" resultMap="result_obtenerOpcion" > 
  <![CDATA[ 
         {  call sigrma.sp_cons_ad_opcion()} 





<?xml version="1.0" encoding="UTF-8" ?> 




 <resultMap id="result_obtenerOpcion" 
class="com.pe.ganymedepjt.bp.in.to.Opcion" > 
     <result column="ID_OPCION" property="id_opcion" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="NOMBRE" property="nombre" jdbcType="VARCHAR" 
javaType="java.lang.String"/> 
     <result column="ID_OPCION_PADRE" property="id_opcion_padre" 
jdbcType="NUMBER" javaType="java.lang.Long"/> 
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     <result column="COD_TIPO_OPCION" property="cod_tipo_opcion" 
jdbcType="CHAR" javaType="java.lang.String"/> 
     <result column="IND_ACTIVO" property="ind_activo" jdbcType="CHAR" 
javaType="java.lang.String"/> 
     <result column="COD_OPCION_ALTERNO" property="cod_opcion_alterno" 
jdbcType="CHAR" javaType="java.lang.String"/> 
     <result column="URL" property="url" jdbcType="VARCHAR" 
javaType="java.lang.String"/> 
     <result column="ORDEN" property="orden" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
    </resultMap> 
     
 
    
   <procedure id="obtenerOpcion" resultMap="result_obtenerOpcion" > 
  <![CDATA[ 
         {  call sigrma.sp_cons_ad_opcion()} 





<?xml version="1.0" encoding="UTF-8"?> 
<!DOCTYPE sqlMap PUBLIC "-//ibatis.apache.org//DTD SQL Map 2.0//EN" 
"http://ibatis.apache.org/dtd/sql-map-2.dtd" > 
<sqlMap namespace="BP_PROMEDIOS_GRAFICAS_SqlMap"> 
   
 <resultMap id="result_obtenerPromediosTempLocParam" 
class="com.pe.ganymedepjt.bp.in.to.PromedioTemperaturaLoc" > 
     <result column="PROMEDIO" property="promedio" jdbcType="NUMBER" 
javaType="java.lang.Double"/> 
     <result column="FECHA" property="fecha" jdbcType="DATE" 
javaType="java.sql.Date"/> 
    </resultMap> 
 
 
 <parameterMap id="param_obtenerPromediosTempLoc" class="java.util.HashMap"> 
  <parameter property="in_id_tipo_ind" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_id_UM" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_loc_ini" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_loc_fin" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
 </parameterMap> 
 
 <procedure id="obtenerPromediosTempLoc" 
resultMap="result_obtenerPromediosTempLocParam" 
  parameterMap="param_obtenerPromediosTempLoc"> 
  <![CDATA[ 
         {  call sigrma.sp_cons_ad_promedio_loc_fecha(?,?,?,?)} 





 <resultMap id="result_obtenerPromediosFechaLocParam" 
class="com.pe.ganymedepjt.bp.in.to.PromediosFechaLocalidad" > 
  <result column="LOCALIZACION" property="localidad" jdbcType="NUMBER" 
javaType="java.lang.Integer"/> 
     <result column="PROMEDIO_TOTAL" property="promedio" jdbcType="NUMBER" 
javaType="java.lang.Double"/> 
    </resultMap> 
 
 
 <parameterMap id="param_obtenerPromediosFechaLoc" class="java.util.HashMap"> 
  <parameter property="in_id_tipo_ind" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
  <parameter property="in_id_UM" jdbcType="NUMBER" 
   javaType="java.lang.Integer" mode="IN" /> 
 </parameterMap> 
 
 <procedure id="obtenerPromediosFechaLoc" 
resultMap="result_obtenerPromediosFechaLocParam" 
  parameterMap="param_obtenerPromediosFechaLoc"> 
  <![CDATA[ 
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         {  call sigrma.sp_cons_ad_lst_loc_promedio(?,?)} 
       ]]> 
 </procedure> 
</sqlMap> 
<?xml version="1.0" encoding="UTF-8" ?> 




 <resultMap id="result_obtenerUsuario" 
class="com.pe.ganymedepjt.bp.in.to.UsuarioSesion" > 
     <result column="ID_USUARIO" property="idUsuarioAsesor" jdbcType="NUMBER" 
javaType="java.lang.Long"/> 
     <result column="NOMBRES" property="nombre" jdbcType="VARCHAR"/> 
     <result column="EMAIL" property="email" jdbcType="VARCHAR"/> 
     <result column="TELEFONO" property="telefono" jdbcType="VARCHAR"/> 
     <result column="AP_PATERNO" property="apellidoPaterno" 
jdbcType="VARCHAR"/> 
     <result column="AP_MATERNO" property="apellidoMaterno" 
jdbcType="VARCHAR"/> 
     <result column="COD_USUARIO" property="registroHost" jdbcType="VARCHAR"/> 
     <result column="PASSWORD" property="password" jdbcType="VARCHAR"/> 
     <result column="COD_REGCREA" property="codCreacion" jdbcType="VARCHAR"/> 
     <result column="FECHCREA" property="fechCreacion" jdbcType="DATE"/> 
     <result column="COD_REGMODI" property="codModif" jdbcType="VARCHAR"/> 
     <result column="FECHMODI" property="fechModif" jdbcType="DATE"/>      
     <result column="COD_OFICINA" property="codOficina" jdbcType="VARCHAR"/> 
     <result column="ID_PERFIL" property="codPerfil" jdbcType="NUMBER" 
javaType="java.lang.Long"/> 
     <result column="ID_UM" property="codUnidadMinera" jdbcType="NUMBER" 
javaType="java.lang.Long"/> 
    </resultMap> 
     
     
    <parameterMap id="param_obtenerUsuario" class="java.util.HashMap"> 
      <parameter property="in_codRegistro" jdbcType="VARCHAR" 
javaType="java.lang.String" mode="IN"/> 
      <parameter property="in_password" jdbcType="VARCHAR" javaType="java.lang.String" 
mode="IN"/> 
   </parameterMap> 
    
   <procedure id="obtenerUsuario" resultMap="result_obtenerUsuario" 
parameterMap="param_obtenerUsuario"> 
  <![CDATA[ 
         {  call sigrma.sp_cons_ad_usuarios(?,?)} 








public class ConsultaTemperaturaForm implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private Integer    cboIdLocalidad1; 
 private Integer    cboIdLocalidad2; 
 private String rangoTemperaturaDesde; 
 private String rangoTemperaturaHasta; 
 private Date   fechaDesde; 
 private Date   fechaHasta; 
 private String horaInicio; 
 private String horaFin; 
  
 public ConsultaTemperaturaForm(){ 
  cboIdLocalidad1 = new Integer(0); 
  cboIdLocalidad2 = new Integer(0); 
  rangoTemperaturaDesde= ""; 
  rangoTemperaturaHasta = ""; 
  fechaDesde = null; 
  fechaHasta = null; 
  horaInicio = ""; 
  horaFin = ""; 
 } 
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 public Integer getCboIdLocalidad1() { 
  return cboIdLocalidad1; 
 } 
 public void setCboIdLocalidad1(Integer cboIdLocalidad1) { 
  this.cboIdLocalidad1 = cboIdLocalidad1; 
 } 
 public Integer getCboIdLocalidad2() { 
  return cboIdLocalidad2; 
 } 
 public void setCboIdLocalidad2(Integer cboIdLocalidad2) { 
  this.cboIdLocalidad2 = cboIdLocalidad2; 
 } 
  
 public String getRangoTemperaturaDesde() { 
  return rangoTemperaturaDesde; 
 } 
 public void setRangoTemperaturaDesde(String rangoTemperaturaDesde) { 
  this.rangoTemperaturaDesde = rangoTemperaturaDesde; 
 } 
 public String getRangoTemperaturaHasta() { 
  return rangoTemperaturaHasta; 
 } 
 public void setRangoTemperaturaHasta(String rangoTemperaturaHasta) { 
  this.rangoTemperaturaHasta = rangoTemperaturaHasta; 
 } 
 public Date getFechaDesde() { 
  return fechaDesde; 
 } 
 public void setFechaDesde(Date fechaDesde) { 
  this.fechaDesde = fechaDesde; 
 } 
 public Date getFechaHasta() { 
  return fechaHasta; 
 } 
 public void setFechaHasta(Date fechaHasta) { 
  this.fechaHasta = fechaHasta; 
 } 
 public String getHoraInicio() { 
  return horaInicio; 
 } 
 public void setHoraInicio(String horaInicio) { 
  this.horaInicio = horaInicio; 
 } 
 public String getHoraFin() { 
  return horaFin; 
 } 
 public void setHoraFin(String horaFin) { 








public class ConsultaTemperaturaFormOut implements Serializable{ 
 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
  
 private Integer out_idTemperatura; 
 private String out_fecha; 
 private String out_hora; 
 private Double out_valor; 
 private String out_unidad; 
 private String out_localidad; 
 private String out_detalle; 
 private Integer valor_localizacion; 
  
 public Integer getOut_idTemperatura() { 
  return out_idTemperatura; 
 } 
 public void setOut_idTemperatura(Integer out_idTemperatura) { 
  this.out_idTemperatura = out_idTemperatura; 
 } 
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 public String getOut_fecha() { 
  return out_fecha; 
 } 
 public void setOut_fecha(String out_fecha) { 
  this.out_fecha = out_fecha; 
 } 
 public String getOut_hora() { 
  return out_hora; 
 } 
 public void setOut_hora(String out_hora) { 
  this.out_hora = out_hora; 
 } 
 public Double getOut_valor() { 
  return out_valor; 
 } 
 public void setOut_valor(Double out_valor) { 
  this.out_valor = out_valor; 
 } 
 public String getOut_unidad() { 
  return out_unidad; 
 } 
 public void setOut_unidad(String out_unidad) { 
  this.out_unidad = out_unidad; 
 } 
 public String getOut_localidad() { 
  return out_localidad; 
 } 
 public void setOut_localidad(String out_localidad) { 
  this.out_localidad = out_localidad; 
 } 
 public String getOut_detalle() { 
  return out_detalle; 
 } 
 public void setOut_detalle(String out_detalle) { 
  this.out_detalle = out_detalle; 
 } 
 public Integer getValor_localizacion() { 
  return valor_localizacion; 
 } 
 public void setValor_localizacion(Integer valor_localizacion) { 


















public class ShowCaseExceptionHandler extends ExceptionHandlerWrapper { 
 
    private ExceptionHandler wrapped; 
 
    public ShowCaseExceptionHandler(ExceptionHandler wrapped) { 
        this.wrapped = wrapped; 
    } 
 
    @Override 
    public ExceptionHandler getWrapped() { 
        return this.wrapped; 
    } 
 
    @Override 
    public void handle() throws FacesException { 
        Iterable<ExceptionQueuedEvent> events = 
this.wrapped.getUnhandledExceptionQueuedEvents(); 
        for(Iterator<ExceptionQueuedEvent> it = events.iterator(); it.hasNext();) { 
            ExceptionQueuedEvent event = it.next(); 
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            ExceptionQueuedEventContext eqec = event.getContext(); 
             
            if(eqec.getException() instanceof ViewExpiredException) { 
                FacesContext context = eqec.getContext(); 
                NavigationHandler navHandler = 
context.getApplication().getNavigationHandler(); 
  
                try { 
                 checkViewRoot(context, "/loginFlag.xhtml"); 
                    navHandler.handleNavigation(context, null, "login.xhtml?faces-
redirect=true&expired=true"); 
                } 
                finally { 
                    it.remove(); 
                } 
            } 
        } 
        this.wrapped.handle(); 
    } 
     
    private void checkViewRoot(FacesContext ctx, String viewId) { 
     if (ctx.getViewRoot() == null) { 
            UIViewRoot viewRoot = 
ctx.getApplication().getViewHandler().createView(ctx, viewId); 
            if (viewRoot != null) { 
                ctx.setViewRoot(viewRoot); 
            } 
        } 








public class ShowCaseExceptionHandlerFactory extends ExceptionHandlerFactory { 
 
    private ExceptionHandlerFactory base; 
     
    public ShowCaseExceptionHandlerFactory(ExceptionHandlerFactory base) { 
        this.base = base; 
    } 
     
    @Override 
    public ExceptionHandler getExceptionHandler() { 
        return new ShowCaseExceptionHandler(base.getExceptionHandler()); 






















public class ComboModel { 
 private static Logger logger = Logger.getLogger(ComboModel.class); 
 
 @Autowired 
 private ListaLocalidadesDAOIface listarLocalidades; 
 private List<SelectItem>  listaLocalidades; 





 public void inicio(){   
  cargarListaLocalidades(); 
 } 
  
 private void cargarListaLocalidades(){ 
  lstLocalidades = listarLocalidades.listarLocalidades(); 
  listaLocalidades = new ArrayList<SelectItem>(); 
  SelectItem item = new SelectItem(0,"Seleccione"); 
  listaLocalidades.add(item); 
  for(Localidad loc :lstLocalidades){ 
   SelectItem elemento = new 
SelectItem(loc.getId_tip_localidad(),loc.getDescripcion()); 
   listaLocalidades.add(elemento); 
  } 
 } 
  
 public List<SelectItem> getListaLocalidades() { 
  return listaLocalidades; 
 } 
 
 public void setListaLocalidades(List<SelectItem> listaLocalidades) { 
  this.listaLocalidades = listaLocalidades; 
 } 
 
 public List<Localidad> getLstLocalidades() { 
  return lstLocalidades; 
 } 
 
 public void setLstLocalidades(List<Localidad> lstLocalidades) { 












































@Controller(value = "exportarModel") 
@SessionScoped 
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public class ExportarModel extends GenericoController{ 
  
 private static Logger logger = Logger.getLogger(ExportarModel.class); 
  
  
 private List listaReporte; 
 private String path; 
 private String nombreReporte; 
 private HashMap parametros; 
  
 private String clienteDNI; 
  
 private boolean indMostrarCorreo = true; 
 private boolean indMostrarExcel = true; 
 private boolean indMostrarPdf = true; 
  
 private UsuarioSesion usuario; 
 private boolean indReportePOI = false;  
  
 public void onPageLoad(ComponentSystemEvent event) { 
  try { 
   if (!FacesContext.getCurrentInstance().isPostback()) { 
    System.out.println("ExportarModel... is not Postback"); 
     
    if 
(getSession().getAttribute("indMostrarBotonesReportConsUsua") != null &&  
     
 getSession().getAttribute("indMostrarBotonesReportConsUsua").toString().equals
("true")) { 
     this.setIndMostrarCorreo(false); 
     this.setIndMostrarExcel(false); 
     this.setIndMostrarPdf(true); 
    
 getSession().removeAttribute("indMostrarBotonesReportConsUsua"); 
    }  
    if 
(getSession().getAttribute("indMostrarBotonesReportAdmiMeta") != null &&  
     
 getSession().getAttribute("indMostrarBotonesReportAdmiMeta").toString().equals
("true")) { 
     this.setIndMostrarCorreo(false); 
     this.setIndMostrarExcel(true); 
     this.setIndMostrarPdf(true); 
    
 getSession().removeAttribute("indMostrarBotonesReportAdmiMeta"); 
    } 
    if 
(getSession().getAttribute("indMostrarBotonesReportReasClie") != null &&  
     
 getSession().getAttribute("indMostrarBotonesReportReasClie").toString().equals
("true")) { 
     this.setIndMostrarCorreo(false); 
     this.setIndMostrarExcel(false); 
     this.setIndMostrarPdf(true); 
    
 getSession().removeAttribute("indMostrarBotonesReportReasClie"); 
    } 
    if 
(getSession().getAttribute("indMostrarBotonesReportEjecHist") != null &&  
     
 getSession().getAttribute("indMostrarBotonesReportEjecHist").toString().equals
("true")) { 
     this.setIndMostrarCorreo(false); 
     this.setIndMostrarExcel(false); 
     this.setIndMostrarPdf(true); 
    
 getSession().removeAttribute("indMostrarBotonesReportEjecHist"); 
    } 
   } 
  } catch (Exception e) { 
   e.printStackTrace(); 
   logger.error(e.getMessage(),e); 
  } 
 } 
 public void exportarReporteListadoXls(){ 
  try{ 
   if(evalua()){ 
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    if(indReportePOI){ 
//     exportarPOI(); 
    }else{ 
    
 exportarReporteXls(path,listaReporte,nombreReporte,parametros); 
    } 
   } 
  }catch(Exception e){ 
   mostrarError("Error Interno: " + e.getMessage()); 
   logger.error(e.getMessage(),e); 
   e.printStackTrace(); 




 public void exportarReporteListadoPdf(){  
  try{ 
   if(evalua()){ 
   
 exportarReportePdf(path,listaReporte,nombreReporte,parametros); 
   } 
  }catch(Exception e){ 
   mostrarError("Error Interno: " + e.getMessage()); 
   logger.error(e.getMessage(),e); 
   e.printStackTrace(); 
  }  
 } 
  
 public boolean evalua(){ 
  indReportePOI = false; 
  FacesContext ctx = FacesContext.getCurrentInstance(); 
   
  String 
nombreReporte=ctx.getExternalContext().getRequestParameterMap().get(ConstantesWeb.Repo
rtes.PARAM_NOMBRE_REPORTE); 
   
  if(nombreReporte==null || nombreReporte.equalsIgnoreCase("null")){ 
   nombreReporte = 
(String)getSessionMap().get(ConstantesWeb.Reportes.PARAM_NOMBRE_REPORTE); 
  } 
  System.out.println("nombre Reporte " + nombreReporte); 
  if(nombreReporte!=null){ 
   String realPath=(String) 
getServletContext().getRealPath(Constantes.IMAGE_SIGRMA_REPORT); 
   HashMap param=new HashMap(); 
   param.put("image_path", realPath); 
    
  
 if(nombreReporte.equals(ConstantesWeb.Reportes.REPORTE_CONSULTA_TEMPERATURA)){ 
    cargarReporteConsultaTemperaturas(); 
   }else 
if(nombreReporte.equals(ConstantesWeb.Reportes.REPORTE_CONSULTA_PRESION)){ 
     
   }else 
if(nombreReporte.equals(ConstantesWeb.Reportes.REPORTE_CONSULTA_HUMEDAD)){ 
     
   }else 
if(nombreReporte.equals(ConstantesWeb.Reportes.REPORTE_CONSULTA_TOXICIDAD_GASES)){ 
     
   } 
   return true; 
  } 
  else{ 
   return false; 
  } 
 } 
  
 private void cargarReporteConsultaTemperaturas() { 




   this.setPath("/reportes/ConsultaTemperatura.jasper"); 
   this.setNombreReporte("Consulta Temperatura"); 
    
   String realPath=(String) 
getServletContext().getRealPath(Constantes.IMAGE_SIGRMA_REPORT); 
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   HashMap param=new HashMap(); 
   param.put("image_path", realPath); 
    
   List<ConsultaTemperaturaFormOut> listaTemperaturas = 
(List<ConsultaTemperaturaFormOut>)getSession().getAttribute("listaConsultaTemperaturas
"); 
   List<HashMap> listaTemp=new ArrayList<HashMap>(); 
   if(listaTemperaturas!=null && listaTemperaturas.size()>0){ 
    for(int i=0;i<listaTemperaturas.size();i++){ 
     ConsultaTemperaturaFormOut temp 
=(ConsultaTemperaturaFormOut) listaTemperaturas.get(i); 
     HashMap  objeto = new HashMap(); 
    
 objeto.put("idBusqueda",temp.getOut_idTemperatura()); 
     objeto.put("fecha",temp.getOut_fecha()); 
     objeto.put("hora", temp.getOut_hora()); 
     objeto.put("valor",temp.getOut_valor()); 
     objeto.put("unidades", temp.getOut_unidad()); 
     objeto.put("localidad", temp.getOut_localidad()); 
     objeto.put("descripcion",temp.getOut_detalle()); 
      
     listaTemp.add(objeto); 
    } 
    this.setListaReporte(listaTemp);   
   } 
   this.setPath("/reportes/ConsultaTemperatura.jasper"); 
   Map<String,String> criterios =(HashMap<String,String>) 
getSession().getAttribute("criteriosReporteTemperatura"); 
   this.setNombreReporte("Consulta Temperatura en 
"+criterios.get("unidadMinera")); 
   UsuarioSesion oRefUsuarioSesion = (UsuarioSesion) 
getHttpSession() 
     .getAttribute(Constantes.USUARIO_SESSION); 
    
   param.putAll(criterios); 
   String fechaInfor=""; 
   if(oRefUsuarioSesion.getFechaInformacion()!=null){ 
    try{ 
     SimpleDateFormat sdf = new 
SimpleDateFormat("dd/MM/yyyy"); 
     SimpleDateFormat sdfFormato = new 
SimpleDateFormat("yyyyMMdd"); 
     Date dFechaInfor = 
sdfFormato.parse(oRefUsuarioSesion.getFechaInformacion().trim()); 
     fechaInfor = sdf.format(dFechaInfor);  
    }catch(Exception ed){ 
     ed.printStackTrace(); 
    } 
     
   } 
   param.put("fechaInf", fechaInfor); 
   this.setParametros(param); 
  }catch(Exception e){ 
   e.printStackTrace(); 




 public void exportarReportePdfPasword(String path,List list,String 
nombreReporte,HashMap parametros,String pasword){ 
  exportarReportePdfExp(path, list, nombreReporte, parametros,pasword); 
 } 
  
 public void exportarReportePdf(String path,List list,String 
nombreReporte,HashMap parametros){ 
  exportarReportePdfExp(path, list, nombreReporte, parametros,""); 
 } 
  
 public void exportarReportePdfExp(String path, List list,String 
nombreReporte,HashMap parametros,String pasword){ 
  FacesContext context = FacesContext.getCurrentInstance(); 
  HttpServletResponse response = (HttpServletResponse) 
context.getExternalContext().getResponse(); 
   
  if(parametros == null){ 
   parametros = new HashMap<String, Object>(); 
  } 
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  parametros.put(JRParameter.REPORT_LOCALE, Constantes.LOCALE); 
 
  try { 
   InputStream inputStream = getResourceInputStream(path); 
         JRBeanCollectionDataSource dataSource = new 
JRBeanCollectionDataSource(list); 
    
         byte[] bytes = 
JasperExportManager.exportReportToPdf(JasperFillManager.fillReport(inputStream, 
parametros, dataSource)); 
   ServletOutputStream ouputStream = response.getOutputStream();  
   response.setContentType("application/pdf"); 
   response.setHeader("Content-Disposition","attachment; 
filename="+nombreReporte+".pdf");  
   ouputStream.write(bytes); 
   ouputStream.flush(); 
   ouputStream.close(); 
   response.flushBuffer(); 
   context.responseComplete(); 
  } catch (JRException e) { 
   e.printStackTrace(); 
  } catch (IOException e) { 
   e.printStackTrace(); 




 private void exportarReporteXls(String path,List list,String 
nombreReporte,HashMap parametros) throws Exception{ 
  exportarReporteXlsExp(path, list, nombreReporte, parametros, ""); 
 } 
  
 private Set<String> obtenerListaAsesores(Class _class, List<?> list) throws 
Exception{ 
  Set<String> listaAsesores = new HashSet<String>(); 
   
  return listaAsesores; 
 } 
  
 private Set<String> obtenerListaClientes(Class _class, List<?> list) throws 
Exception{ 
  Set<String> listaAsesores = new HashSet<String>(); 
  
  return listaAsesores; 
 } 
 
 private Set<String> obtenerListaAsesoresPorNombre(Class _class, List<?> list) 
throws Exception{ 
  Set<String> listaAsesores = new HashSet<String>(); 
  return listaAsesores; 
 } 
 private void exportarReporteXlsExp(String path, List list, String 
nombreReporte, HashMap parametros, String password) throws Exception{ 
  FacesContext context = FacesContext.getCurrentInstance(); 
  HttpServletResponse response = (HttpServletResponse) 
context.getExternalContext().getResponse(); 
   
  if(parametros == null){ 
   parametros = new HashMap<String, Object>(); 
  } 
   
  try { 
   InputStream inputStream = getResourceInputStream(path); 
         JRBeanCollectionDataSource dataSource = new 
JRBeanCollectionDataSource(list); 
          
   JasperPrint jasperPrint = 
JasperFillManager.fillReport(inputStream, parametros, dataSource);    
      
   ByteArrayOutputStream baos = new ByteArrayOutputStream();   
   JRXlsExporter exporter = new JRXlsExporter();   
   exporter.setParameter(JRExporterParameter.JASPER_PRINT, 











   exporter.setParameter(JRExporterParameter.OUTPUT_STREAM, baos); 
   exporter.exportReport(); 
    
   byte[] bytes = baos.toByteArray(); 
    
   ServletOutputStream ouputStream = response.getOutputStream();  
   response.setContentType("application/xls");   
         response.setHeader("Content-disposition", "attachment; 
filename="+nombreReporte+".xls"); 
   ouputStream.write(bytes); 
   ouputStream.flush(); 
   ouputStream.close(); 
   response.flushBuffer(); 
   context.responseComplete(); 
  } catch (JRException jre) { 
   throw new Exception(jre.getMessage(),jre); 
  } catch (IOException ioe) { 
   throw new Exception(ioe.getMessage(),ioe); 
  } catch(Exception e){ 
   logger.error(e.getMessage(),e); 
   throw e; 
  } 
 } 
  
 /******************   ******************/ 
 public HttpServletResponse getResponse(){ 





 private HttpSession getSession(){ 
  FacesContext context = FacesContext.getCurrentInstance(); 
  return (HttpSession)context.getExternalContext().getSession(false); 
 } 
 /******************   ******************/ 
  
 public List getListaReporte() { 
  return listaReporte; 
 } 
 
 public void setListaReporte(List listaReporte) { 
  this.listaReporte = listaReporte; 
 } 
 
 public String getPath() { 
  return path; 
 } 
 
 public void setPath(String path) { 
  this.path = path; 
 } 
 
 public String getNombreReporte() { 
  return nombreReporte; 
 } 
 
 public void setNombreReporte(String nombreReporte) { 
  this.nombreReporte = nombreReporte; 
 } 
 
 public HashMap getParametros() { 
  return parametros; 
 } 
 
 public void setParametros(HashMap parametros) { 
  this.parametros = parametros; 
 } 
 
 public String getClienteDNI() { 




 public void setClienteDNI(String clienteDNI) { 
  this.clienteDNI = clienteDNI; 
 } 
 
 public boolean isIndMostrarCorreo() { 
  return indMostrarCorreo; 
 } 
 
 public void setIndMostrarCorreo(boolean indMostrarCorreo) { 
  this.indMostrarCorreo = indMostrarCorreo; 
 } 
 
 public boolean isIndMostrarExcel() { 
  return indMostrarExcel; 
 } 
 
 public void setIndMostrarExcel(boolean indMostrarExcel) { 
  this.indMostrarExcel = indMostrarExcel; 
 } 
 
 public boolean isIndMostrarPdf() { 
  return indMostrarPdf; 
 } 
 
 public void setIndMostrarPdf(boolean indMostrarPdf) { 
  this.indMostrarPdf = indMostrarPdf; 
 } 
 
 public UsuarioSesion getUsuario() { 
  return usuario; 
 } 
 
 public void setUsuario(UsuarioSesion usuario) { 













































@Controller(value = "exportarModel") 
@SessionScoped 
public class ExportarModel extends GenericoController{ 
  
 private static Logger logger = Logger.getLogger(ExportarModel.class); 
  
  
 private List listaReporte; 
 private String path; 
 private String nombreReporte; 
 private HashMap parametros; 
  
 private String clienteDNI; 
  
 private boolean indMostrarCorreo = true; 
 private boolean indMostrarExcel = true; 
 private boolean indMostrarPdf = true; 
  
 private UsuarioSesion usuario; 
 private boolean indReportePOI = false;  
  
 public void onPageLoad(ComponentSystemEvent event) { 
  try { 
   if (!FacesContext.getCurrentInstance().isPostback()) { 
    System.out.println("ExportarModel... is not Postback"); 
     
    if 
(getSession().getAttribute("indMostrarBotonesReportConsUsua") != null &&  
     
 getSession().getAttribute("indMostrarBotonesReportConsUsua").toString().equals
("true")) { 
     this.setIndMostrarCorreo(false); 
     this.setIndMostrarExcel(false); 
     this.setIndMostrarPdf(true); 
    
 getSession().removeAttribute("indMostrarBotonesReportConsUsua"); 
    }  
    if 
(getSession().getAttribute("indMostrarBotonesReportAdmiMeta") != null &&  
     
 getSession().getAttribute("indMostrarBotonesReportAdmiMeta").toString().equals
("true")) { 
     this.setIndMostrarCorreo(false); 
     this.setIndMostrarExcel(true); 
     this.setIndMostrarPdf(true); 
    
 getSession().removeAttribute("indMostrarBotonesReportAdmiMeta"); 
    } 
    if 
(getSession().getAttribute("indMostrarBotonesReportReasClie") != null &&  
     
 getSession().getAttribute("indMostrarBotonesReportReasClie").toString().equals
("true")) { 
     this.setIndMostrarCorreo(false); 
     this.setIndMostrarExcel(false); 
     this.setIndMostrarPdf(true); 
    
 getSession().removeAttribute("indMostrarBotonesReportReasClie"); 
    } 
    if 
(getSession().getAttribute("indMostrarBotonesReportEjecHist") != null &&  
     
 getSession().getAttribute("indMostrarBotonesReportEjecHist").toString().equals
("true")) { 
     this.setIndMostrarCorreo(false); 
     this.setIndMostrarExcel(false); 
     this.setIndMostrarPdf(true); 
    
 getSession().removeAttribute("indMostrarBotonesReportEjecHist"); 
    } 
   } 
  } catch (Exception e) { 
   e.printStackTrace(); 
   logger.error(e.getMessage(),e); 
  } 
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 } 
 public void exportarReporteListadoXls(){ 
  try{ 
   if(evalua()){ 
    if(indReportePOI){ 
//     exportarPOI(); 
    }else{ 
    
 exportarReporteXls(path,listaReporte,nombreReporte,parametros); 
    } 
   } 
  }catch(Exception e){ 
   mostrarError("Error Interno: " + e.getMessage()); 
   logger.error(e.getMessage(),e); 
   e.printStackTrace(); 




 public void exportarReporteListadoPdf(){  
  try{ 
   if(evalua()){ 
   
 exportarReportePdf(path,listaReporte,nombreReporte,parametros); 
   } 
  }catch(Exception e){ 
   mostrarError("Error Interno: " + e.getMessage()); 
   logger.error(e.getMessage(),e); 
   e.printStackTrace(); 
  }  
 } 
 @SuppressWarnings({ "rawtypes", "unchecked" }) 
 public boolean evalua(){ 
  indReportePOI = false; 
  FacesContext ctx = FacesContext.getCurrentInstance(); 
   
  String 
nombreReporte=ctx.getExternalContext().getRequestParameterMap().get(ConstantesWeb.Repo
rtes.PARAM_NOMBRE_REPORTE); 
   
  if(nombreReporte==null || nombreReporte.equalsIgnoreCase("null")){ 
   nombreReporte = 
(String)getSessionMap().get(ConstantesWeb.Reportes.PARAM_NOMBRE_REPORTE); 
  } 
  System.out.println("nombre Reporte " + nombreReporte); 
  if(nombreReporte!=null){ 
   String realPath=(String) 
getServletContext().getRealPath(Constantes.IMAGE_SIGRMA_REPORT); 
   HashMap param=new HashMap(); 
   param.put("image_path", realPath); 
    
  
 if(nombreReporte.equals(ConstantesWeb.Reportes.REPORTE_CONSULTA_TEMPERATURA)){ 
    cargarReporteConsultaTemperaturas(); 
   }else 
if(nombreReporte.equals(ConstantesWeb.Reportes.REPORTE_CONSULTA_PRESION)){ 
     
   }else 
if(nombreReporte.equals(ConstantesWeb.Reportes.REPORTE_CONSULTA_HUMEDAD)){ 
     
   }else 
if(nombreReporte.equals(ConstantesWeb.Reportes.REPORTE_CONSULTA_TOXICIDAD_GASES)){ 
     
   } 
   return true; 
  } 
  else{ 
   return false; 
  } 
 } 
  
 @SuppressWarnings({ "rawtypes", "unchecked" }) 
 private void cargarReporteConsultaTemperaturas() { 





   this.setPath("/reportes/ConsultaTemperatura.jasper"); 
   this.setNombreReporte("Consulta Temperatura"); 
//   indReportePOI=true; 
    
   String realPath=(String) 
getServletContext().getRealPath(Constantes.IMAGE_SIGRMA_REPORT); 
   HashMap param=new HashMap(); 
   param.put("image_path", realPath); 
    
   List<ConsultaTemperaturaFormOut> listaTemperaturas = 
(List<ConsultaTemperaturaFormOut>)getSession().getAttribute("listaConsultaTemperaturas
"); 
   List<HashMap> listaTemp=new ArrayList<HashMap>(); 
   if(listaTemperaturas!=null && listaTemperaturas.size()>0){ 
    for(int i=0;i<listaTemperaturas.size();i++){ 
     ConsultaTemperaturaFormOut temp 
=(ConsultaTemperaturaFormOut) listaTemperaturas.get(i); 
     HashMap  objeto = new HashMap(); 
    
 objeto.put("idBusqueda",temp.getOut_idTemperatura()); 
     objeto.put("fecha",temp.getOut_fecha()); 
     objeto.put("hora", temp.getOut_hora()); 
     objeto.put("valor",temp.getOut_valor()); 
     objeto.put("unidades", temp.getOut_unidad()); 
     objeto.put("localidad", temp.getOut_localidad()); 
     objeto.put("descripcion",temp.getOut_detalle()); 
      
     listaTemp.add(objeto); 
    } 
    this.setListaReporte(listaTemp);   
   } 
   this.setPath("/reportes/ConsultaTemperatura.jasper"); 
   Map<String,String> criterios =(HashMap<String,String>) 
getSession().getAttribute("criteriosReporteTemperatura"); 
   this.setNombreReporte("Consulta Temperatura en 
"+criterios.get("unidadMinera")); 
   UsuarioSesion oRefUsuarioSesion = (UsuarioSesion) 
getHttpSession() 
     .getAttribute(Constantes.USUARIO_SESSION); 
    
   param.putAll(criterios); 
   String fechaInfor=""; 
   if(oRefUsuarioSesion.getFechaInformacion()!=null){ 
    try{ 
     SimpleDateFormat sdf = new 
SimpleDateFormat("dd/MM/yyyy"); 
     SimpleDateFormat sdfFormato = new 
SimpleDateFormat("yyyyMMdd"); 
     Date dFechaInfor = 
sdfFormato.parse(oRefUsuarioSesion.getFechaInformacion().trim()); 
     fechaInfor = sdf.format(dFechaInfor);  
    }catch(Exception ed){ 
     ed.printStackTrace(); 
    } 
     
   } 
   param.put("fechaInf", fechaInfor); 
   this.setParametros(param); 
  }catch(Exception e){ 
   e.printStackTrace(); 





 public void exportarReportePdfPasword(String path,List list,String 
nombreReporte,HashMap parametros,String pasword){ 




 public void exportarReportePdf(String path,List list,String 
nombreReporte,HashMap parametros){ 
  exportarReportePdfExp(path, list, nombreReporte, parametros,""); 
 } 
  
 @SuppressWarnings({ "rawtypes", "unchecked" }) 
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 public void exportarReportePdfExp(String path, List list,String 
nombreReporte,HashMap parametros,String pasword){ 
  FacesContext context = FacesContext.getCurrentInstance(); 
  HttpServletResponse response = (HttpServletResponse) 
context.getExternalContext().getResponse(); 
   
  if(parametros == null){ 
   parametros = new HashMap<String, Object>(); 
  } 
   
  parametros.put(JRParameter.REPORT_LOCALE, Constantes.LOCALE); 
 
  try { 
   InputStream inputStream = getResourceInputStream(path); 
         JRBeanCollectionDataSource dataSource = new 
JRBeanCollectionDataSource(list); 
    
         byte[] bytes = 
JasperExportManager.exportReportToPdf(JasperFillManager.fillReport(inputStream, 
parametros, dataSource)); 
   ServletOutputStream ouputStream = response.getOutputStream();  
   response.setContentType("application/pdf"); 
   response.setHeader("Content-Disposition","attachment; 
filename="+nombreReporte+".pdf");  
   ouputStream.write(bytes); 
   ouputStream.flush(); 
   ouputStream.close(); 
   response.flushBuffer(); 
   context.responseComplete(); 
  } catch (JRException e) { 
   e.printStackTrace(); 
  } catch (IOException e) { 
   e.printStackTrace(); 





 private void exportarReporteXls(String path,List list,String 
nombreReporte,HashMap parametros) throws Exception{ 
  exportarReporteXlsExp(path, list, nombreReporte, parametros, ""); 
 } 
  
 @SuppressWarnings({ "rawtypes", "unused" }) 
 private Set<String> obtenerListaAsesores(Class _class, List<?> list) throws 
Exception{ 
  Set<String> listaAsesores = new HashSet<String>(); 
  for (Object objeto : list) { 
  } 
  return listaAsesores; 
 } 
  
 @SuppressWarnings({ "rawtypes", "unused" }) 
 private Set<String> obtenerListaClientes(Class _class, List<?> list) throws 
Exception{ 
  Set<String> listaAsesores = new HashSet<String>(); 
  for (Object objeto : list) { 
  } 




 private Set<String> obtenerListaAsesoresPorNombre(Class _class, List<?> list) 
throws Exception{ 
  Set<String> listaAsesores = new HashSet<String>(); 
  for (Object objeto : list) { 
  } 
  return listaAsesores; 
 } 
 private void exportarReporteXlsExp(String path, List list, String 
nombreReporte, HashMap parametros, String password) throws Exception{ 
  FacesContext context = FacesContext.getCurrentInstance(); 
  HttpServletResponse response = (HttpServletResponse) 
context.getExternalContext().getResponse(); 
   
  if(parametros == null){ 
   parametros = new HashMap<String, Object>(); 
601 
  } 
   
  try { 
   InputStream inputStream = getResourceInputStream(path); 
         JRBeanCollectionDataSource dataSource = new 
JRBeanCollectionDataSource(list); 
          
   JasperPrint jasperPrint = 
JasperFillManager.fillReport(inputStream, parametros, dataSource);    
      
   ByteArrayOutputStream baos = new ByteArrayOutputStream();   
   JRXlsExporter exporter = new JRXlsExporter();   
   exporter.setParameter(JRExporterParameter.JASPER_PRINT, 










   exporter.setParameter(JRExporterParameter.OUTPUT_STREAM, baos); 
   exporter.exportReport(); 
    
   byte[] bytes = baos.toByteArray(); 
    
   ServletOutputStream ouputStream = response.getOutputStream();  
   response.setContentType("application/xls");   
         response.setHeader("Content-disposition", "attachment; 
filename="+nombreReporte+".xls"); 
   ouputStream.write(bytes); 
   ouputStream.flush(); 
   ouputStream.close(); 
   response.flushBuffer(); 
   context.responseComplete(); 
  } catch (JRException jre) { 
   throw new Exception(jre.getMessage(),jre); 
  } catch (IOException ioe) { 
   throw new Exception(ioe.getMessage(),ioe); 
  } catch(Exception e){ 
   logger.error(e.getMessage(),e); 
   throw e; 
  } 
 } 
  
 /******************   ******************/ 
 public HttpServletResponse getResponse(){ 





 private HttpSession getSession(){ 
  FacesContext context = FacesContext.getCurrentInstance(); 
  return (HttpSession)context.getExternalContext().getSession(false); 
 } 
 /******************   ******************/ 
  
 @SuppressWarnings("rawtypes") 
 public List getListaReporte() { 




 public void setListaReporte(List listaReporte) { 
  this.listaReporte = listaReporte; 
 } 
 
 public String getPath() { 
  return path; 
 } 
 
 public void setPath(String path) { 




 public String getNombreReporte() { 
  return nombreReporte; 
 } 
 
 public void setNombreReporte(String nombreReporte) { 
  this.nombreReporte = nombreReporte; 
 } 
 
 public HashMap getParametros() { 
  return parametros; 
 } 
 
 public void setParametros(HashMap parametros) { 
  this.parametros = parametros; 
 } 
 
 public String getClienteDNI() { 
  return clienteDNI; 
 } 
 
 public void setClienteDNI(String clienteDNI) { 
  this.clienteDNI = clienteDNI; 
 } 
 
 public boolean isIndMostrarCorreo() { 
  return indMostrarCorreo; 
 } 
 
 public void setIndMostrarCorreo(boolean indMostrarCorreo) { 
  this.indMostrarCorreo = indMostrarCorreo; 
 } 
 
 public boolean isIndMostrarExcel() { 
  return indMostrarExcel; 
 } 
 
 public void setIndMostrarExcel(boolean indMostrarExcel) { 
  this.indMostrarExcel = indMostrarExcel; 
 } 
 
 public boolean isIndMostrarPdf() { 
  return indMostrarPdf; 
 } 
 
 public void setIndMostrarPdf(boolean indMostrarPdf) { 
  this.indMostrarPdf = indMostrarPdf; 
 } 
 
 public UsuarioSesion getUsuario() { 
  return usuario; 
 } 
 
 public void setUsuario(UsuarioSesion usuario) { 











public class LoginModel { 
 private List<String>   listaEjecutivos; 
 private String codTipoEjecutivo; 
 private String m_strTxtUsuario_Text; 
    private String nombreEjecutivo; 
    private String fechaInformacion; 
    private String fecha; 
    private UsuarioSesion usuarioSesion; 
 public LoginModel(){ 
  m_strTxtUsuario_Text = ""; 




 public void reset(){ 
  listaEjecutivos=new ArrayList<String>(); 
  usuarioSesion= new UsuarioSesion(); 
 } 
 
 public String getCodTipoEjecutivo() { 
  return codTipoEjecutivo; 
 } 
 
 public void setCodTipoEjecutivo(String codTipoEjecutivo) { 
  this.codTipoEjecutivo = codTipoEjecutivo; 
 } 
 
 public String getM_strTxtUsuario_Text() { 
  return m_strTxtUsuario_Text; 
 } 
 
 public void setM_strTxtUsuario_Text(String txtUsuario_Text) { 
  m_strTxtUsuario_Text = txtUsuario_Text; 
 } 
  
 public String getFecha() { 
  return fecha; 
 } 
 
 public void setFecha(String fecha) { 
  this.fecha = fecha; 
 } 
 
 public String getFechaInformacion() { 
  return fechaInformacion; 
 } 
 
 public void setFechaInformacion(String fechaInformacion) { 
  this.fechaInformacion = fechaInformacion; 
 } 
 
 public String getNombreEjecutivo() { 
  return nombreEjecutivo; 
 } 
 
 public void setNombreEjecutivo(String nombreEjecutivo) { 
  this.nombreEjecutivo = nombreEjecutivo; 
 } 
 
 public UsuarioSesion getUsuarioSesion() { 
  return usuarioSesion; 
 } 
 
 public void setUsuarioSesion(UsuarioSesion usuarioSesion) { 
  this.usuarioSesion = usuarioSesion; 
 } 
 
 public List<String> getListaEjecutivos() { 
  return listaEjecutivos; 
 } 
 
 public void setListaEjecutivos(List<String> listaEjecutivos) { 
















public class TemperaturaLineChart implements Serializable{ 
 /** 
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  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private CartesianChartModel chartModel;   
 public TemperaturaLineChart(){ 
  chartModel = new CartesianChartModel(); 
  ChartSeries series = new ChartSeries(); 
  series.setLabel("Analisis de Temperatura"); 
  String hora= "00:00"; 
  Double valor = new Double(0.0); 
  for(int i=0;i<10;i++){ 
   series.set(hora,valor); 
  } 
  chartModel.addSeries(series); 
 } 
 public  TemperaturaLineChart(List<ConsultaTemperaturaFormOut> lista){ 
  createCategoryModel(lista); 
 } 
 public void createCategoryModel(List<ConsultaTemperaturaFormOut> lista) { 
  // TODO Auto-generated method stub 
  chartModel = new CartesianChartModel(); 
  ChartSeries series = new ChartSeries(); 
  series.setLabel("Analisis de Temperatura"); 
  for(ConsultaTemperaturaFormOut cstTemp:lista){ 
   series.set(cstTemp.getOut_hora(),cstTemp.getOut_valor()); 
  } 
  chartModel.addSeries(series); 
 } 
 public CartesianChartModel getChartModel() { 
  return chartModel; 
 } 
 public void setChartModel(CartesianChartModel chartModel) { 















public class TemperaturaLineChartCincoFechas  implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 List<ConsultaTemperaturaFormOut> listaTemp = new 
ArrayList<ConsultaTemperaturaFormOut>(); 
 private CartesianChartModel chartModel;   
 
 public TemperaturaLineChartCincoFechas(){ 
  chartModel = new CartesianChartModel(); 
  ChartSeries series = new ChartSeries(); 
  series.setLabel("Analisis de Temperatura"); 
  String loc= "0"; 
  Double valor = new Double(0.0); 
  for(int i=0;i<10;i++){ 
   series.set(loc,valor); 
  } 
  chartModel.addSeries(series); 
 } 
 public  TemperaturaLineChartCincoFechas(List<List<ConsultaTemperaturaFormOut>> 
lista){ 
   
  try{ 
    
   createCategoryModel(lista); 
  } 
  catch(Exception e){ 
   e.printStackTrace(); 




 public void createCategoryModel(List<List<ConsultaTemperaturaFormOut>> 
listaTotal) { 
  // TODO Auto-generated method stub 
  chartModel = new CartesianChartModel(); 
  ChartSeries series1 = new ChartSeries(); 
  ChartSeries series2 = new ChartSeries(); 
  ChartSeries series3 = new ChartSeries(); 
  ChartSeries series4 = new ChartSeries(); 
  ChartSeries series5 = new ChartSeries(); 
  int contador=1; 
  for(List<ConsultaTemperaturaFormOut> lst:listaTotal){ 
   for(ConsultaTemperaturaFormOut cstTemp:lst){ 
    switch (contador){ 
    case 1: 
     series1.setLabel("Fecha 
"+lst.get(0).getOut_fecha()); 
    
 series1.set(String.valueOf(cstTemp.getValor_localizacion()),cstTemp.getOut_val
or()); 
     break; 
    case 2: 
     series2.setLabel("Fecha 
"+lst.get(0).getOut_fecha()); 
    
 series2.set(String.valueOf(cstTemp.getValor_localizacion()),cstTemp.getOut_val
or()); 
     break; 
    case 3: 
     series3.setLabel("Fecha 
"+lst.get(0).getOut_fecha()); 
    
 series3.set(String.valueOf(cstTemp.getValor_localizacion()),cstTemp.getOut_val
or()); 
     break; 
    case 4: 
     series4.setLabel("Fecha 
"+lst.get(0).getOut_fecha()); 
    
 series4.set(String.valueOf(cstTemp.getValor_localizacion()),cstTemp.getOut_val
or()); 
     break; 
    case 5: 
     series5.setLabel("Fecha 
"+lst.get(0).getOut_fecha()); 
    
 series5.set(String.valueOf(cstTemp.getValor_localizacion()),cstTemp.getOut_val
or()); 
     break; 
    } 
     
   } 
   contador++; 
  } 
  chartModel.addSeries(series1); 
  chartModel.addSeries(series2); 
  chartModel.addSeries(series3); 
  chartModel.addSeries(series4); 
  chartModel.addSeries(series5); 




 public CartesianChartModel getChartModel() { 
  return chartModel; 
 } 
 public void setChartModel(CartesianChartModel chartModel) { 
















public class TemperaturaLineChartFecha implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 List<PromedioTemperaturaLoc> listaTemp = new 
ArrayList<PromedioTemperaturaLoc>(); 
 List<PromedioTemperaturaLoc> listaTempMax = new 
ArrayList<PromedioTemperaturaLoc>(); 
 List<PromedioTemperaturaLoc> listaTempMin = new 
ArrayList<PromedioTemperaturaLoc>(); 
 private CartesianChartModel chartModel;   
 private String descripcion =""; 
 public TemperaturaLineChartFecha(){ 
  chartModel = new CartesianChartModel(); 
  ChartSeries series = new ChartSeries(); 
  series.setLabel("Analisis de Temperatura"); 
  String fecha= "0"; 
  Double valor = new Double(0.0); 
  for(int i=0;i<10;i++){ 
   series.set(fecha,valor); 
  } 
  chartModel.addSeries(series); 
 } 
 public  TemperaturaLineChartFecha(List<PromedioTemperaturaLoc> 
lista,List<PromedioTemperaturaLoc> listaMax,List<PromedioTemperaturaLoc> 
listaMin,String des,Integer loc1,Integer loc2){ 
  this.descripcion = des; 
  listaTemp= lista; 
  listaTempMax= listaMax; 
  listaTempMin= listaMin; 
  createCategoryModel(listaTemp,listaTempMax,listaTempMin,loc1,loc2); 
 } 
  
 public void createCategoryModel(List<PromedioTemperaturaLoc> 
lista,List<PromedioTemperaturaLoc> listaMax,List<PromedioTemperaturaLoc> 
listaMin,Integer loc1,Integer loc2) { 
  // TODO Auto-generated method stub 
  try{ 
   chartModel = new CartesianChartModel(); 
   ChartSeries series = new ChartSeries(); 
   ChartSeries seriesMax = new ChartSeries(); 
   ChartSeries seriesMin = new ChartSeries(); 
   series.setLabel("Analisis de Temperatura por Fecha a 
"+descripcion); 
   seriesMax.setLabel("Analisis de Temperatura por Fecha a "+loc1+" 
m. de prodfundidad"); 
   seriesMin.setLabel("Analisis de Temperatura por Fecha a "+loc2+" 
m. de prodfundidad"); 
   for(PromedioTemperaturaLoc cstTemp:lista){ 
   
 series.set(String.valueOf(cstTemp.getFecha()),cstTemp.getPromedio()); 
   } 
   for(PromedioTemperaturaLoc cstTempMax:listaMax){ 
   
 seriesMax.set(String.valueOf(cstTempMax.getFecha()),cstTempMax.getPromedio()); 
   } 
   for(PromedioTemperaturaLoc cstTempMin:listaMin){ 
   
 seriesMin.set(String.valueOf(cstTempMin.getFecha()),cstTempMin.getPromedio()); 
   } 
   chartModel.addSeries(series); 
   chartModel.addSeries(seriesMax); 
   chartModel.addSeries(seriesMin); 
  } 
  catch(Exception e){ 
   e.printStackTrace(); 
  } 
 } 
 public CartesianChartModel getChartModel() { 
  return chartModel; 
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 } 
 public void setChartModel(CartesianChartModel chartModel) { 
















public class TemperaturaLineChartLoc implements Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 List<ConsultaTemperaturaFormOut> listaTemp = new 
ArrayList<ConsultaTemperaturaFormOut>(); 
 private CartesianChartModel chartModel;   
 private List<Localidad> lstLocalidad = new ArrayList<Localidad>(); 
 public TemperaturaLineChartLoc(){ 
  chartModel = new CartesianChartModel(); 
  ChartSeries series = new ChartSeries(); 
  series.setLabel("Analisis de Temperatura"); 
  String loc= "0"; 
  Double valor = new Double(0.0); 
  for(int i=0;i<10;i++){ 
   series.set(loc,valor); 
  } 
  chartModel.addSeries(series); 
 } 
 public  TemperaturaLineChartLoc(List<ConsultaTemperaturaFormOut> 
lista,List<Localidad>localidades){ 
  lstLocalidad =localidades; 
  crearListaModel(lista); 
  createCategoryModel(listaTemp); 
 } 
 private void crearListaModel(List<ConsultaTemperaturaFormOut> lista) { 
  // TODO Auto-generated method stub 
  int contador = 0; 
  double sum=0; 
  for(Localidad loc:lstLocalidad){ 
   ConsultaTemperaturaFormOut cstTemp = new 
ConsultaTemperaturaFormOut (); 
   for(ConsultaTemperaturaFormOut cst:lista){ 
    if(cst.getValor_localizacion().equals(loc.getValor())){ 
     contador++; 
     sum= sum+cst.getOut_valor(); 
    } 
   } 
   cstTemp.setValor_localizacion(loc.getValor()); 
   cstTemp.setOut_valor(sum/contador); 
   listaTemp.add(cstTemp); 
   sum=0; 
   contador = 0; 
  } 
 } 
 public void createCategoryModel(List<ConsultaTemperaturaFormOut> lista) { 
  // TODO Auto-generated method stub 
  chartModel = new CartesianChartModel(); 
  ChartSeries series = new ChartSeries(); 
  series.setLabel("Analisis de Temperatura por Localidad"); 




  } 
  chartModel.addSeries(series); 
 } 
 public CartesianChartModel getChartModel() { 
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  return chartModel; 
 } 
 public void setChartModel(CartesianChartModel chartModel) { 











public class CustomLabelGenerator implements PieSectionLabelGenerator{ 
 public String generateSectionLabel(PieDataset dataset, Comparable key) 
 { 
     String temp = ""; 
     if(dataset != null) 
     { 
         temp = dataset.getValue(key).toString(); 
          
         if(temp.contains(":")){ 
          String[] campos= temp.split(":"); 
          return campos[1]; 
         }else{ 
          return temp;           
         } 
     } 
     return temp; 
 } 
  
 public AttributedString generateAttributedSectionLabel(PieDataset arg0, 
Comparable arg1) 
 { 
     return null; 
 } 
  













public class PieRenderer { 
 private static final long serialVersionUID = 8395056811318408535L; 
  
 private Color[] color; 
     
    public PieRenderer(Color[] color){ 
        this.color = color; 
    }        
    
    public void setColor(PiePlot plot, DefaultPieDataset dataset){ 
        List<Comparable> keys = dataset.getKeys(); 
        int aInt; 
        
        for (int i = 0; i < keys.size(); i++){ 
            aInt = i % this.color.length; 
            plot.setSectionPaint(keys.get(i), this.color[aInt]); 
        } 


















public class AuthorizationService { 
 public boolean isSessionUserAndContextValide(){ 
  FacesContext ctx = FacesContext.getCurrentInstance(); 
  HttpSession session = (HttpSession) 
ctx.getExternalContext().getSession(false); 
  if(session != null){ 
   session.setAttribute(Constantes.OBJETO_CLIENTE_SESSION,null); 
   session.setAttribute(Constantes.OBJETO_NO_CLIENTE_SESSION,null); 
  } 
  return valideUserSession(); 
 } 
  
 private boolean valideUserSession(){ 
  FacesContext ctx = FacesContext.getCurrentInstance();   
  HttpSession session = (HttpSession) 
ctx.getExternalContext().getSession(false); 
  boolean flag = false; 
  if(ctx == null || session == null){ 
   Util.redirect("/login.xhtml"); 
  }else{ 
   UsuarioSesion userSession = (UsuarioSesion) 
session.getAttribute(Constantes.USUARIO_SESSION); 
   LoginController loginContr = 
(LoginController)session.getAttribute("loginController"); 
   LoginModel loginModel = loginContr.getLoginModel(); 
   if(userSession == null || (loginModel == null || 
loginModel.getUsuarioSesion() == null)){ 
    Util.redirect("/login.xhtml"); 
   }else{ 
    flag = true; 
   } 
  } 






public class ConstantesWeb { 
  
 public static class ConstanteGenerica{ 
  public static final String SELECCIONE = "-- Seleccione --"; 
  public static final String GUARDAR_OK="Se guardó correctamente. "; 
 } 
  
 public static class Reportes{ 
   
  public static final String PARAM_NOMBRE_REPORTE   
    = "nomReporte"; 
   
  public static final String FLAG_REPORTE_POSITION_ACTIVO  
   = "flagReportePositionActivo"; 
  public static final String FLAG_POSITION_ACTIVO   
    = "flagPositionActivo"; 
  public static final String FLAG_REBALANCEO    
    = "flagRebalanceo"; 
   
  public static final String REPORTE_CONSULTA_TEMPERATURA                 
= "consultaTemperatura"; 
  public static final String REPORTE_CONSULTA_HUMEDAD   
   = "consultaHumedad"; 
  public static final String REPORTE_CONSULTA_PRESION   
   = "consultaPresion"; 
  public static final String REPORTE_CONSULTA_TOXICIDAD_GASES  












public class SpringApplicationContext implements ApplicationContextAware { 
 
 private static ApplicationContext CONTEXT; 
 
 public void setApplicationContext(ApplicationContext context) throws 
BeansException { 
  CONTEXT = context; 
 } 
 
 public static Object getBean(String beanName) { 















public class Util { 
 public static String obtenerFechaFormateada(Integer dia, Integer mes, 
   Integer anio) { 
 
  String diaFormato = formatear(dia); 
  String mesFormato = formatear(mes); 
  String anioFormato = formatear(anio); 
  String fecha = diaFormato + "/" + mesFormato + "/" + anioFormato; 
  return fecha; 
 } 
  
 public static String formatear(Integer tiem){ 
  if(tiem !=null){ 
   if(tiem<10){ 
    return "0" + String.valueOf(tiem); 
   } 
   return String.valueOf(tiem); 
  } 
  else{ 
   return ""; 
  } 
 } 
  
 public static String isString(Object o){ 
  if(o==null){ 
   return ""; 
  }else 
   return o.toString(); 
 } 
  
 public static String getStringF(Object ob){ 
  if(ob == null){ 
   return ""; 
  }else{ 
   String str = String.valueOf(ob); 
   return Constantes.VACIO.equals(str.trim()) ? Constantes.VACIO : 
str; 
  } 
 } 
  
 public static String obtenerMensajeError(Exception e){ 
  String msgError = e.getMessage(); 
  if(msgError == null || msgError.length() == 0){ 
   msgError = e.toString(); 
  } 
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  return msgError; 
 } 
  
 public static boolean validateDigits(String cadena){ 
  char caracteres[] = cadena.toCharArray(); 
   
  for(char caracter:caracteres){ 
   if(caracter!='0'&& caracter!='1' && caracter!='2' && 
caracter!='3' &&  
     caracter!='4' && caracter!='5' && caracter!='6' 
&& caracter!='7'&&  
     caracter!='8' && caracter!='9' && caracter!='.' 
){ 
    return false; 
   } 
    
  } 
  return true; 
 } 
  
 public static String obtenerFecha(Date fechaIni){ 
  String fecha =""; 
  Calendar calendarIni = Calendar.getInstance(); 
  calendarIni.setTime(fechaIni); 
  Integer anio = calendarIni.get(Calendar.YEAR); 
  Integer mes = calendarIni.get(Calendar.MONTH)+1; 
  Integer dia = calendarIni.get(Calendar.DAY_OF_MONTH); 
  fecha = String.valueOf(dia)+"/" + String.valueOf(mes) +"/" 
+String.valueOf(anio); 
  return fecha; 
 } 
  
 public static boolean esFecha1MayorFecha2(Date date1, Date date2){ 
  if(date1 != null && date2!=null){ 
   if(date1.getTime() > date2.getTime()){ 
    return true; 
   }else{ 
    return false; 
   } 
  }else{ 
   return false; 
  } 
 } 
  
 public static void redirect(String url){ 
  FacesContext ctx = FacesContext.getCurrentInstance(); 
  ExternalContext extContext = ctx.getExternalContext(); 
     String urlLong = 
extContext.encodeActionURL(ctx.getApplication().getViewHandler(). 
       getActionURL(ctx, url)); 
        try { 
   extContext.redirect(urlLong); 
  } catch (IOException e) { 
   e.printStackTrace(); 









public class ValidarFormato { 
 
 private static String FORMATO_EMAIL ="^[_A-Za-z0-9-]+(\\.[_A-Za-z0-9-]+)*@[A-
Za-z0-9]+(\\.[A-Za-z0-9]+)*(\\.[A-Za-z]{2,})$";//".+@.+\\.[a-z]+"; 





 public static boolean validarEmail(String mails){ 
  boolean inValidar=true; 
  try{ 
   String[] listaEmails= mails.split(";"); 
   Pattern p = Pattern.compile(FORMATO_EMAIL); 
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   for(String email:listaEmails){ 
    Matcher m = p.matcher(email.trim()); 
    boolean matchFound = m.matches(); 
    if (!matchFound){ 
     inValidar=false; 
        break; 
       }     
    } 
  }catch(Exception e){ 
   e.printStackTrace(); 
  } 
   
  return inValidar;   
   
 } 
  
 public static boolean validarAlfaNumerico(String cadena){ 
  boolean inValidar=true; 
  try{ 
   Pattern p = Pattern.compile(FORMATO_ALFANUMERICO); 
   Matcher m = p.matcher(cadena);   
   boolean matchFound = m.matches(); 
   if (!matchFound){ 
    inValidar=false; 
      }    
  }catch(Exception e){ 
   e.printStackTrace(); 
  } 
   
  return inValidar;   






#mensajes idle monitor 
MSG_IDLE_CABECERA=¿Está usted ahí? 
MSG_IDLE_CUERPO=Por favor haga clic en 'Ok' para continuar. 
MSG_IDLE_MINUTOS=20 







log4j.appender.FILE.layout.ConversionPattern=[%d{HH:mm:ss}]%p - %C{1}.%M(%L)  %m%n 
 
log4j.appender.stdout=org.apache.log4j.ConsoleAppender 
log4j.appender.stdout.Threshold = DEBUG 
log4j.appender.stdout.Target   = System.out 
log4j.appender.stdout.layout=org.apache.log4j.PatternLayout 





log4j.appender.CONSOLE.layout.ConversionPattern=[%d{HH:mm:ss}]%p - %C{1}.%M(%L)  %m%n 
<Context> 
 
 <Resource name="jdbc/sigrma" auth="Container" type="javax.sql.DataSource" 
  maxActive="100" maxIdle="30" maxWait="10000" 
driverClassName="com.mysql.jdbc.Driver" 
  url="jdbc:mysql://localhost:3306/sigrma" username="root" 
password="*****" /> 
</Context> 
<?xml version="1.0" encoding="UTF-8" ?> 
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.1//EN"  
"http://www.w3.org/TR/xhtml11/DTD/xhtml11.dtd"> 
<html xmlns:jsp="http://java.sun.com/JSP/Page" 
  xmlns="http://www.w3.org/1999/xhtml"> 
  
  <head> 
   <meta http-equiv="Content-Type" content="text/html; charset=ISO-8859-1"/> 
 <meta name="GENERATOR" content="IBM Software Development Platform"/> 
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 <meta http-equiv="content-language" content="es" /> 
 <meta name="lang" content="es" /> 
 <meta http-equiv="Content-Style-Type" content="text/css"/> 
 <meta http-equiv="Cache-Control" content="no-cache"/>  
 <meta http-equiv="Cache-Control" content="no-store"/>  
 <meta http-equiv="Cache-Control" content="must-revalidate"/> 
 <meta http-equiv="Pragma" content="no-cache"/> 
 <meta http-equiv="Expires" content="0"/> 
   
    <title>SIGRMA</title> 
     
  
 <script language="JavaScript"> 
  function f_open_window_max( aURL, aWinName ) 
  { 
     var wOpen; 
     var sOptions; 
  
     sOptions = 
'status=yes,menubar=no,scrollbars=yes,resizable=yes,toolbar=no,channelmode=1'; 
     sOptions = sOptions + ',width=' + (screen.availWidth - 
5).toString(); 
     sOptions = sOptions + ',height=' + (screen.availHeight - 
122).toString(); 
     sOptions = sOptions + ',screenX=0,screenY=0,left=0,top=0'; 
  
     wOpen = window.open( '', aWinName, sOptions ); 
     wOpen.location = aURL; 
     wOpen.focus(); 
     wOpen.moveTo( 0, 0 ); 
     wOpen.resizeTo( screen.availWidth, screen.availHeight ); 
     return wOpen; 
  } 
  
  javascript:f_open_window_max('./login.xhtml',''); 
 </script> 
 
   </head> 
 
   <body> 
   </body> 
</html> 
<?xml version="1.0" encoding="UTF-8" ?> 









  <link rel="stylesheet" type="text/css" 
href="${request.contextPath}/theme/login.css" title="Style"/> 
  <script type="text/javascript" 
src="${request.contextPath}/script/util.js"></script> 
   
  <script language="javascript"> 
   function cerrar(){ 
    var ventana = window.self; 
    ventana.opener = window.self; 
    ventana.close(); 
   } 
  </script> 
 </h:head> 
 <f:event type="preRenderView" listener="#{loginController.onPageLoad}"/> 
 <h:form styleClass="form" id="form1"> 
  <div><br /> 
  <br /> 
  <br /> 
  <br /> 
  <br /> 
  <br /> 
  <br /> 
  <br /> 
  <br /> 
  <br /> 
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  <br /> 
  <br /> 
  <br /> 
  <br /> 
  <table cellspacing="0" cellpadding="0" border="1" 
   style="height: 225px; width: 586px;" 
   align="center"> 
   <tbody> 
   <tr> 
    <td> 
    <table style="WIDTH: 600px; BACKGROUND-COLOR: white"> 
     <tr> 
      <td colspan="6" style="text-align: 
left"><h:graphicImage style="BORDER-TOP-WIDTH: 0px; BORDER-LEFT-WIDTH: 0px; BORDER-
BOTTOM-WIDTH: 0px; WIDTH: 600px; HEIGHT: 79px; BORDER-RIGHT-WIDTH: 0px" 
       id="image2" 
value="imagenes/banner/GanymedeBanner.jpg" alt=""></h:graphicImage></td> 
     </tr> 
     <tr> 
      <td rowspan="1" style="width: 100px; 
text-align: left"> 
<!--       <h:graphicImage --> 
<!--        id="Image1" 
value="imagenes/banner/robot-rusia.jpg" style="BORDER-TOP-WIDTH: 0px; BORDER-LEFT-
WIDTH: 0px; BORDER-BOTTOM-WIDTH: 0px; WIDTH: 350px; HEIGHT: 221px; BORDER-RIGHT-WIDTH: 
0px"  --> 
<!--        height="221" 
alt=""></h:graphicImage> --> 
         <p:imageSwitch 
effect="shuffle"> 
          <ui:repeat 
value="#{loginController.images}" var="image"> 
          
 <p:graphicImage  style="BORDER-TOP-WIDTH: 0px; BORDER-LEFT-WIDTH: 0px; BORDER-
BOTTOM-WIDTH: 0px; WIDTH: 350px; HEIGHT: 221px; BORDER-RIGHT-WIDTH: 0px" height="221"  
url="#{image}" /> 
          </ui:repeat> 
         </p:imageSwitch>  
        </td> 
      <td colspan="5" valign="middle"> 
      <table id="TABLE1"> 
       <tr align="center"> 
        <td 
colspan="5"><h:outputText id="Label2" 
         value="Ingreso al 
Sistema" styleClass="TextoAzul"></h:outputText></td> 
       </tr> 
       <tr> 
        <td style="width: 100px; 
height: 10px"></td> 
        <td colspan="3" 
style="height: 10px"></td> 
        <td style="width: 100px; 
height: 10px"></td> 
       </tr> 
       <tr align="left"> 
        <td style="width: 
100px"></td> 
        <td style="width: 100px; 
text-align: right"><h:outputText 
         id="Label1" 
value="Usuario:" styleClass="TextoAzul"></h:outputText></td> 
        <td style="width: 
16px"></td> 
        <td style="width: 
100px"><h:inputText id="txtUsuario" 
         size="7" 
maxlength="7" required="true" style="width: 100px" 
        
 value="#{loginController.loginModel.m_strTxtUsuario_Text}" 
onkeypress="complet(event,this)"> 
         <f:attribute 
name="requiredMsgKey" value="msgNameRequired" /> 
        </h:inputText></td> 
        <td style="width: 100px; 
text-align: left"><h:message 
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         id="msgUsuario" 
styleClass="messages" for="txtUsuario" 
         showDetail="false" 
showSummary="true"></h:message></td> 
       </tr> 
       <tr align="left"> 
        <td style="width: 
100px"></td> 
        <td style="width: 100px; 
text-align: right"><h:outputText 
         id="Label3" 
value="Clave:" styleClass="TextoAzul"></h:outputText></td> 
        <td style="width: 
16px"></td> 
        <td style="width: 
100px"><h:inputSecret id="txtPassword" 
         maxlength="13" 
size="13" required="true" style="width: 100px" 
        
 value="#{loginController.m_strTxtPassword_Text}"> 
         <f:attribute 
name="requiredMsgKey" value="msgPassRequired" /> 
        </h:inputSecret></td> 
        <td style="width: 100px; 
text-align: left"><h:message 
         id="msgPassword" 
styleClass="messages" for="txtPassword" 
         showDetail="false" 
showSummary="true"></h:message></td> 
       </tr> 
       <tr> 
        <td style="width: 100px; 
height: 11px"></td> 
        <td style="width: 100px; 
height: 11px; text-align: right"></td> 
        <td style="width: 16px; 
height: 11px"></td> 
        <td style="width: 100px; 
height: 11px"></td> 
        <td style="width: 100px; 
height: 11px; text-align: left"></td> 
       </tr> 
       <tr> 
        <td colspan="5" 
align="center"> 
         <h:commandButton 
action="#{loginController.validateLogin}" value="" styleClass="btnAceptar" />  
         <h:commandButton 
id="btnReset" type="button" styleClass="btnCancelar" onclick="cerrar();"/> 
         
        </td> 
       </tr> 
      </table> 
      </td> 
     </tr> 
     <tr> 
      <td colspan="6" rowspan="1" id="Pie"> 
      </td> 
     </tr> 
    </table> 
    </td> 
   </tr> 
   </tbody> 
  </table> 
  <center> 
<!--    <h:outputText id="lblError" styleClass="messages" 
value="#{loginController.m_strLblError_Text}" /> --> 
  </center> 
  </div> 
  <p:confirmDialog header="Vista expirada!!!" visible="#{not empty 
param['expired']}" 
          message="La vista ha expirado." severity="alert" 
widgetVar="confirmDlg" modal="true"> 
          <p:commandButton type="button" value="Aceptar" 
onclick="confirmDlg.hide()"/> 





<?xml version="1.0" encoding="UTF-8" ?> 




  xmlns="http://www.w3.org/1999/xhtml" 
  xmlns:ui="http://java.sun.com/jsf/facelets" 
  xmlns:f="http://java.sun.com/jsf/core" 
  xmlns:h="http://java.sun.com/jsf/html" 
  xmlns:c="http://java.sun.com/jstl/core" 
  xmlns:fn="http://java.sun.com/jsp/jstl/functions"  
  xmlns:t="http://myfaces.apache.org/tomahawk"> 
 
 <ui:composition template="template/pPrincipal.xhtml">  
   <ui:define name="head"> 
     <title>SIGRMA</title> 
   </ui:define> 
  <ui:define name="titulopagina"> 
<!--      contenido del titulo --> 
   </ui:define> 
   <ui:define name="agregaIconoExcelRe"> 
  </ui:define>     
  <ui:define name="agregaIconoEmail"> 
  </ui:define> 
  <ui:define name="agregaIconoPDFRe"> 
  </ui:define> 
  <ui:define name="agregaIconoEjecutivos"> 
  </ui:define> 
   
   <ui:define name="bodyarea"> 
    <f:event type="preRenderView" 
listener="#{principalController.onPageLoad}"/> 
     <div align="center"> 
   <h:graphicImage 
    id="Image1" value="/imagenes/banner/robot1.jpg" 
style="BORDER-TOP-WIDTH: 0px; BORDER-LEFT-WIDTH: 0px; BORDER-BOTTOM-WIDTH: 0px; WIDTH: 
604px; HEIGHT: 408px; BORDER-RIGHT-WIDTH: 0px"  
    height="221" alt=""> 
   </h:graphicImage> 
  </div>      
   </ui:define> 
   
   <ui:define name="extraarea"> 
<!--      contenido del extra --> 
   </ui:define> 
 </ui:composition> 
</html> 
<?xml version="1.0" encoding="UTF-8" ?> 




  xmlns="http://www.w3.org/1999/xhtml" 
  xmlns:ui="http://java.sun.com/jsf/facelets" 
  xmlns:f="http://java.sun.com/jsf/core" 
  xmlns:h="http://java.sun.com/jsf/html" 
  xmlns:c="http://java.sun.com/jstl/core" 
  xmlns:ch="http://sourceforge.net/projects/jsf-comp" 
  xmlns:fn="http://java.sun.com/jsp/jstl/functions"  
  xmlns:t="http://myfaces.apache.org/tomahawk" 
  xmlns:p="http://primefaces.org/ui"> 
 
 <ui:composition template="/template/pPrincipal.xhtml"> 
  <ui:define name="head"> 
   <title>SIGRMA</title> 
  </ui:define> 
 <f:metadata> 
  <f:viewParam name="unidadMinera" 
   value="#{consultaTemperaturaController.unidadMinera}" /> 
 </f:metadata> 
 <ui:define name="titulopagina"> 
   <h:outputText value="CONSULTA TEMPERATURA EN 
#{consultaTemperaturaController.nombreUM}" /> 
  </ui:define> 
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  <ui:define name="bodyarea"> 
 
  
  <f:event type="preRenderView" 
listener="#{consultaTemperaturaController.onPageLoad}"/> 
<!--    <input type="hidden" id="nomReporte" name="nomReporte" 
value="consultaExcesoEmpresas"/> --> 
   <p:messages id="growl" showDetail="true" closable="true" /> 
   <h:panelGrid id="idContentMain" width="100%"> 
    <h:panelGrid headerClass="cabeceraPanelSimple" 
cellspacing="0" id="idCriterioBusq" 
     cellpadding="5" styleClass="bordePanel" 
columns="1" width="99%" style="margin-bottom:5px"> 
     <f:facet name="header"> 
       
       <h:outputText value="Criterios de 
Búsqueda" /> 
       
     </f:facet> 
     <h:panelGrid columns="14">   
   
      <h:outputText value="Localidad Inicio:" 
style="align-text:right" 
       styleClass="texto" /> 
      <p:selectOneMenu id="cmbLocalidad1" 
value="#{consultaTemperaturaController.consultaTemperatura.cboIdLocalidad1}"> 
       <f:selectItems 
value="#{comboModel.listaLocalidades}"/> 
        
      </p:selectOneMenu> 
       
         <p:spacer width="10" height="10"/> 
          
      <h:outputText value="Rango Temperatura 
Desde:" 
       style="align-text:right" 
styleClass="texto" /> 
        
      <p:inputText size="25" 
converterMessage="Please enter only numeric values" 
value="#{consultaTemperaturaController.consultaTemperatura.rangoTemperaturaDesde}" 
maxlength="30" style="text-align:right"> 
       <p:ajax event="change" 
listener="#{consultaTemperaturaController.validateRangoTemperaturaListener1}"  
       
 update=":formPrincipal:growl"/> 
      </p:inputText> 
      <h:outputText value="(°C)"/> 
       
      <p:spacer width="10" height="10"/> 
       
      <h:outputText value="Fecha de Inicio:" 
styleClass="texto" /> 
      <p:calendar id="txtFechaDesdeP" 
value="#{consultaTemperaturaController.consultaTemperatura.fechaDesde}" locale="es" 
showButtonPanel="false"  
      showOn="button" pattern="dd/MM/yyyy" 
size="12" maxlength="10"> 
       <p:ajax event="dateSelect" 
listener="#{consultaTemperaturaController.validateDateListener}"  
       
 update=":formPrincipal:growl"/> 
       <p:ajax event="change" 
listener="#{consultaTemperaturaController.validateDateListener}"  
       
 update=":formPrincipal:growl"/> 
      </p:calendar> 
       
      <p:spacer width="10" height="10"/> 
       
      <h:outputText value="Hora Inicio:" 
       style="align-text:right" 
styleClass="texto" /> 




       <p:ajax event="change" 
listener="#{consultaTemperaturaController.validateHoraInicioListener}"  
       
 update=":formPrincipal:growl"/> 
      </p:inputMask> 
       
      <p:spacer width="10" height="10"/> 
       
      <h:outputText value=""/> 
<!-- Fila 2       --> 
      <h:outputText value="Localidad Final:" 
style="align-text:right" 
       styleClass="texto" /> 
      <p:selectOneMenu id="cmbLocalidad2" 
value="#{consultaTemperaturaController.consultaTemperatura.cboIdLocalidad2}"> 
       <f:selectItems 
value="#{comboModel.listaLocalidades}"/> 
      </p:selectOneMenu> 
       
         <p:spacer width="10" height="10"/> 
          
      <h:outputText value="Rango Temperatura 
Hasta:" 
       style="align-text:right" 
styleClass="texto" /> 
      <p:inputText size="25" 
converterMessage="Please enter only numeric values" 
value="#{consultaTemperaturaController.consultaTemperatura.rangoTemperaturaHasta}" 
maxlength="30" style="text-align:right"> 
       <p:ajax event="change" 
listener="#{consultaTemperaturaController.validateRangoTemperaturaListener2}"  
       
 update=":formPrincipal:growl"/> 
      </p:inputText> 
      <h:outputText value="(°C)"/> 
       
      <p:spacer width="10" height="10"/> 
       
      <h:outputText value="Fecha de Fin:" 
styleClass="texto" /> 
      <p:calendar id="txtFechaHastaP" 
value="#{consultaTemperaturaController.consultaTemperatura.fechaHasta}" locale="es" 
showButtonPanel="false"  
      showOn="button" pattern="dd/MM/yyyy" 
size="12" maxlength="10"> 
       <p:ajax event="dateSelect" 
listener="#{consultaTemperaturaController.validateDateListener}"  
       
 update=":formPrincipal:growl"/> 
       <p:ajax event="change" 
listener="#{consultaTemperaturaController.validateDateListener}"  
       
 update=":formPrincipal:growl"/> 
      </p:calendar> 
       
      <p:spacer width="10" height="10"/> 
       
      <h:outputText value="Hora Final:" 
       style="align-text:right" 
styleClass="texto" /> 
      <p:inputMask size="25" 
value="#{consultaTemperaturaController.consultaTemperatura.horaFin}" maxlength="30" 
style="text-align:right" mask="99:99"> 
       <p:ajax event="change" 
listener="#{consultaTemperaturaController.validateHoraFinListener}"  
       
 update=":formPrincipal:growl"/> 
      </p:inputMask> 
       
      <p:spacer width="10" height="10"/> 
       
      <p:commandButton icon="ui-icon-search" 
value="Buscar" id="btnBuscar" 
actionListener="#{consultaTemperaturaController.consultaTemperatura1}" 
      
 update=":formPrincipal:growl,:formPrincipal:idtablaConsulta" /> 
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     </h:panelGrid> 
      
    </h:panelGrid> 
    <h:panelGrid headerClass="cabeceraPanelSimple" 
cellspacing="0" id="idResultado" 
     cellpadding="5" styleClass="bordePanel" 
columns="1" width="99%"> 
     <f:facet name="header"> 
      <h:outputText value="Resultados" /> 
     </f:facet> 
     <p:dataTable id="idtablaConsulta" var="fila" 
value="#{consultaTemperaturaController.listaConsultaGeneral}" 
      emptyMessage="No hay resultados." 
      paginator="true" rows="40" 
rowIndexVar="rowIndex" 
      rowStyleClass="#{(rowIndex mod 2) eq 0 ? 
'styleDataTableRowColorClaro' : 'styleDataTableRowColorOscuro'}"> 
 
      <p:column headerText="Cód.Búsqueda" 
style="width:5% ; text-align: center " >  
      <p:commandLink id="modalTemperaturaLink"  
action="#{consultaTemperaturaController.detalleTemperatura(fila)}" 
oncomplete="dlg2.show()"  
      
 update=":formPrincipal:modalDialogConsultaTemperatura" title="Analisis de 
Temperatura" ajax="true" > 
                 <h:outputText 
value="#{fila.out_idTemperatura}" style="text-decoration:underline" />   
            </p:commandLink> 
            </p:column> 
            <p:column headerText="Fecha" style="width: 10%; 
text-align: center ">   
                <h:outputText value="#{fila.out_fecha}" />   
            </p:column> 
            <p:column headerText="Hora" style="width:10% ; 
text-align: center">   
                <h:outputText value="#{fila.out_hora}"  />   
            </p:column> 
         <p:column headerText="Valor" 
style="width: 5%">   
                <h:outputText value="#{fila.out_valor} "> 
                </h:outputText> 
            </p:column> 
            <p:column headerText="Unidades" style="width:10% 
; text-align: right"> 
              <h:outputText 
value="#{fila.out_unidad}"/> 
            </p:column> 
      <p:column headerText="Localidad" 
style="width:10% ; text-align: center">   
                <h:outputText 
value="#{fila.out_localidad}"/> 
            </p:column> 
            <p:column headerText="Detalle" style="text-
align: center">   
              <h:outputText value="#{fila.out_detalle}"/> 
            </p:column> 
     </p:dataTable> 
    </h:panelGrid> 
   </h:panelGrid> 
   <p:blockUI block=":formPrincipal:idContentMain" 
trigger=":formPrincipal:btnBuscar"> 
    <h:panelGrid columns="2"> 
     <p:graphicImage value="/imagenes/iconos/ajax-
loader1.gif" style="margin-right: 12px; vertical-align: middle;"/> 
     <h:outputText value="Cargando..." style="white-
space: nowrap;" /> 
    </h:panelGrid> 
   </p:blockUI> 
   <p:blockUI block=":formPrincipal:idContentMain" 
trigger=":formPrincipal:idtablaConsulta"> 
    <h:panelGrid columns="2"> 
     <p:graphicImage value="/imagenes/iconos/ajax-
loader1.gif" style="margin-right: 12px; vertical-align: middle;"/> 
     <h:outputText value="Cargando..." style="white-
space: nowrap;" /> 
    </h:panelGrid> 
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   </p:blockUI> 
   <ui:include src="modalTemperatura.xhtml" />  
  </ui:define> 
  <ui:define name="extraarea"> 
   <!-- contenido del extra --> 
  </ui:define> 




<?xml version="1.0" encoding="UTF-8" ?> 




  xmlns="http://www.w3.org/1999/xhtml" 
  xmlns:ui="http://java.sun.com/jsf/facelets" 
  xmlns:f="http://java.sun.com/jsf/core" 
  xmlns:h="http://java.sun.com/jsf/html" 
  xmlns:c="http://java.sun.com/jstl/core" 
  xmlns:ch="http://sourceforge.net/projects/jsf-comp" 
  xmlns:fn="http://java.sun.com/jsp/jstl/functions"  
  xmlns:t="http://myfaces.apache.org/tomahawk" 
  xmlns:p="http://primefaces.org/ui"> 
  
 
   <meta http-equiv="Content-Type" content="application/xhtml+xml; charset=UTF-8" 
/> 
 <meta name="GENERATOR" content="IBM Software Development Platform"/> 
 <meta http-equiv="content-language" content="es" /> 
 <meta name="lang" content="es" /> 
 <meta http-equiv="Content-Style-Type" content="text/css"/> 
 <meta http-equiv="Cache-Control" content="no-cache"/>  
 <meta http-equiv="Cache-Control" content="no-store"/>  
 <meta http-equiv="Cache-Control" content="must-revalidate"/> 
 <meta http-equiv="Pragma" content="no-cache"/> 
 <meta http-equiv="Expires" content="0"/> 
  
 <link rel="stylesheet" type="text/css" 
href="${request.contextPath}/theme/default.css" title="Style"/> 
 <link rel="stylesheet" type="text/css" 
href="${request.contextPath}/theme/table.css" title="Style"/> 
 <link rel="stylesheet" type="text/css" 
href="${request.contextPath}/theme/jquery.checkboxtree.min.css" title="Style"/> 
 <link type="text/css" rel="stylesheet" 
href="${request.contextPath}/theme/primefaces/redmond/skin.css"/> 
 <script type="text/javascript" 
src="${request.contextPath}/script/menu/Redirecciones.js"></script> 
 <script type="text/javascript" 
src="${request.contextPath}/script/util.js"></script> 
 <script type="text/javascript" 
src="${request.contextPath}/script/timePicker.js"></script> 
  
    <ui:insert name="head"> 
     <title>SIGRMA</title> 
    </ui:insert> 
 
 <style type="text/css"> 
  .styleMenuModelMain ul.ui-menu-child{ 
     white-space: nowrap; 
      width: auto !important; 
    } 
     
    .panelgridInColumn td { 
   border-style: none !important; 
  } 
  .stylePPanelGridBorder tr, .stylePPanelGridBorder td{ 
   border:0 !important; 
  } 
  .hide-column-header-names table thead tr { 
      display: none; 
  } 
   
  .styleDataTableWrapNormal thead th, .styleDataTableWrapNormal tfoot td, 
.styleDataTableWrapNormal tbody td{ 
   white-space: pre-line; 
  } 
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  .styleDataTableWrapEspecial thead th, .styleDataTableWrapEspecial tfoot 
td{ 
   white-space: pre-line; 
   padding: 4px 4px; 
  } 
  .styleDataTableWrapEspecial tbody td{ 
   white-space: pre-line; 
   padding: 0px; 
  } 
  .styleDataTableWrapExpan thead th{ 
   padding: 0px 0px; 
  } 
  .styleDataTableWrapExpan tbody td, .styleDataTableWrapExpan tfoot td{ 
   white-space: pre-line; 
   padding: 4px 1px; 
  } 
   
  .stylePanelColumnsPadre tbody td { 
       vertical-align: top; 
  } 
  .stylePanelColumnsHijo tbody td { 
      vertical-align: inherit; 
  } 
  .pangelGridCenter{ 
     margin: 0 auto; 
    } 
     
    .pangelGridColumnLeft{ 
     text-align: left; 
    } 
     
    .styleDataTableWrapNoBorderHead thead th{ 
   padding: 0px 0px; 
   border-style: none; 
  } 
  .styleDataTableWrapNoBorderHead tbody, .styleDataTableWrapNoBorderHead 
tbody tr, .styleDataTableWrapNoBorderHead tbody td{ 
   white-space: pre-line; 
   border-style: none; 
   text-align: left; 
  } 
   
  .styleDataTableWrapNoBorderHeadEsp thead th{ 
   padding: 0px 0px; 
   border-style: none; 
  } 
  .styleDataTableWrapNoBorderHeadEsp tbody, 
.styleDataTableWrapNoBorderHeadEsp tbody tr, .styleDataTableWrapNoBorderHeadEsp tbody 
td{ 
   white-space: pre-line; 
   border-style: none; 
   text-align: left; 
   padding: 1px; 
  } 
   
  .customStyleButtonHide { 
   user-select : none; 
      -moz-user-select : none; 
      -webkit-user-select : none; 
      cursor: default; 
      border: #FCFDFD !important; 
  } 
  .customStyleButtonHide span { 
        padding: 0px !important; 
  } 
 </style> 
   
<script type="text/javascript">//<![CDATA[ 
  function handleTemplateClienteDataChange(xhr, status, args) { 
   if(args.isChangeDataTemplateClientOk) { 
    popmodalUpdateCampos.hide(); 
         } 
     } 
   
  function pulsar(e) { 
         tecla=(document.all) ? e.keyCode : e.which; 
622 
       if(tecla==13) return false; 
     } 
  
  function cerrar(){ 
   var ventana = window.self; 
   ventana.opener = window.self; 
   ventana.close(); 
  } 
 
  function limitarCajaPrincipal(field, maxlimit) { 
   try{ 
    if (field.value.length > maxlimit) { 
     field.value = field.value.substring(0, maxlimit); 
    } 
   }catch(ex){ 
   }     
  } 
   
  function handleMailDialogSend(xhr, status, args) { 
   if(args.isMailSendOk) { 
       popmpEnviarMsg.hide(); 
      } 
  }    
   //]]></script>  
<!--   <body class="fondo" onkeypress="return pulsar(event)" >   --> 
<!--  <f:view>  --> 
<!--   <f:event type="preRenderView" 
listener="#{datosExcesoEmpresaController.onPageLoad}"/> --> 
 
  <p:dialog id="modalDialogConsultaTemperatura" header="Analisis de 
Temperatura" widgetVar="dlg2" modal="true" style="height:1000px; width:1000px"  
resizable="true" scrollable="true" >  
<!--    <h:form styleClass="form" id="formPrincipal"> --> 
<!--     <input type="hidden" id="nomReporte" name="nomReporte" 
value="consultaDetalleExcesoEmpresas"/> --> 
    <p:ajax event="close" 
listener="#{consultaTemperaturaController.actualizarReporte}"/> 
    <t:div style="text-align:center;"> 
     <table align="center" border="0" cellpadding="0" 
cellspacing="0" style="width:1000px; background-color:#FFFFFF;border: 1px solid 
#ACBECE;"> 
      <tr> 
       <td valign="top"> 
        <ui:insert 
name="tituloarea"/> 
       </td> 
      </tr> 
      <tr> 
       <td> 
        <p:toolbar> 
             <p:toolbarGroup 
align="right"> 
                                      <ui:insert name="agregaIconoPDFRe"> 
                                          <h:commandButton id="idExpPdf1" 
styleClass="icoPdf" action="#{exportarModel.exportarReporteListadoPdf}" value="" /> 
<!--                                           <p:tooltip for="idExpPdf" 
value="Exportar PDF" showEffect="fade" hideEffect="fade" /> --> 
                                      </ui:insert> 
             </p:toolbarGroup> 
           </p:toolbar> 
       </td> 
      </tr> 
      <tr> 
       <td align="left" 
style="background-color: White;padding:10px 10px" valign="top">   
      
                                                     <p:messages id="growl1" 
></p:messages> 
<!--                                 <input type="hidden" id="nomReporte" 
name="nomReporte" value=""/> --> 
                                <p:accordionPanel multiple="true" 
activeIndex="0,1,2,3,4" id="idContentMain1" style="overflow:scroll; width:970px ; 
height:700px"> 
                                    <p:tab title="Panel de Visualización de Datos"> 
                                        <h:panelGrid columns="1" width="100%"> 
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 <p:dataTable id="tablaDatosBasicos" var="fila" 
value="#{consultaTemperaturaController.listTempDatosBasicos}" 
              
  styleClass="styleDataTableWrapNoBorderHeadEsp"> 
              
  <p:columnGroup type="header"> 
           
   <p:row> 
           
    <p:column width="100" headerText="" /> 
           
    <p:column width="150" headerText="" /> 
           
    <p:column width="60" headerText="" /> 
           
    <p:column width="65" headerText="" /> 
           
    <p:column width="82" headerText="" /> 
           
    <p:column width="150" headerText="" /> 
           
   </p:row> 
           
  </p:columnGroup> 
           
  <p:column rendered="#{!fila.showLink}" 
styleClass="textoNegrita2"><h:outputText value="#{fila.campo1}"/></p:column> 
           
  <p:column rendered="#{fila.showLink}" styleClass="textoNegritaLink"> 
<!--            
   <p:commandLink 
actionListener="#{consultaExcesoEmpresaController.initModalCampos}" --> 
<!--            
    oncomplete="popmodalUpdateCampos.show()" 
value="#{fila.campo1}"/> --> 
           
  </p:column> 
           
  <p:column><h:outputText value="#{fila.valor1}"/></p:column> 
           
  <p:column rendered="#{!fila.showLink}" 
styleClass="textoNegrita2"><h:outputText value="#{fila.campo2}"/></p:column> 
           
  <p:column rendered="#{fila.showLink}" styleClass="textoNegritaLink"> 
<!--            
   <p:commandLink 
actionListener="#{consultaExcesoEmpresaController.initModalCampos}" --> 
<!--            
    oncomplete="popmodalUpdateCampos.show()" 
value="#{fila.campo2}"/> --> 
           
  </p:column> 
           
  <p:column><h:outputText value="#{fila.valor2}"/></p:column> 
           
  <p:column rendered="#{!fila.showLink}" 
styleClass="textoNegrita2"><h:outputText value="#{fila.campo3}"/></p:column> 
           
  <p:column rendered="#{fila.showLink}" styleClass="textoNegritaLink"> 
<!--            
   <p:commandLink 
actionListener="#{consultaExcesoEmpresaController.initModalCampos}" --> 
<!--            
    oncomplete="popmodalUpdateCampos.show()" 
value="#{fila.campo3}"/> --> 
           
  </p:column> 
           
  <p:column><h:outputText value="#{fila.valor3}"/></p:column> 
           
 </p:dataTable> 
         
 </h:panelGrid> 
<!--           
 <p:tabMenu activeIndex="#{clienteController.activeIndex}" 
model="#{loginController.rootOpcionMenuCliente}"/> --> 
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                                    </p:tab> 
                                 
                                     <p:tab title="Análisis de la Temperatura por 
Hora">  
                                       <h:panelGrid columns="1" width="100%">  
                                           <h:panelGrid> 
                                                 <p:lineChart id="chart1" 
value="#{consultaTemperaturaController.temperaturaChart.chartModel}" 
legendPosition="e" style="height:250px" animate="true"  
                      
  zoom="true" title="Analisis de Temperatura por Hora"  />  
                                             </h:panelGrid>  
                                         </h:panelGrid>  
                                     </p:tab>  
                                     <p:tab title="Análisis de la Temperatura por 
Localidad">  
                                       <h:panelGrid columns="1" width="100%">  
                                           <h:panelGrid> 
                                                 <p:lineChart id="chart2" 
value="#{consultaTemperaturaController.temperaturaLocChart.chartModel}" 
legendPosition="e" style="height:250px" animate="true"  
                      
  zoom="true" title="Analisis de Temperatura por Localidad"  />  
                                             </h:panelGrid>  
                                         </h:panelGrid>  
                                     </p:tab>  
                                    <p:tab title="Gráfica de Temperaturas vs Fecha"> 
                                      <h:panelGrid columns="1" width="100%">  
                                           <h:panelGrid> 
                                                 <p:lineChart id="chart3" 
value="#{consultaTemperaturaController.temperaturaLocFechaChart.chartModel}" 
legendPosition="e" style="height:250px; width=:600px" animate="true"  
                      
  zoom="true" title="Analisis de Temperatura por Fecha "  />  
                                             </h:panelGrid>  
                                         </h:panelGrid>  
                                    </p:tab> 
                                    <p:tab title="Gráfica de Temperaturas vs 
Localizacion para los 5 ultimos dias"> 
                                      <h:panelGrid columns="1" width="100%">  
                                           <h:panelGrid> 
                                                 <p:lineChart id="chart4" 
value="#{consultaTemperaturaController.temperaturaLocCincoFechasChart.chartModel}" 
legendPosition="e" style="height:250px" animate="true"  
                      
  zoom="true" title="Analisis de Temperatura por Localizacion para 5 
ultimos dias"  />  
                                             </h:panelGrid>  
                                         </h:panelGrid>  
                                    </p:tab> 
                                </p:accordionPanel> 
                                <script type="text/javascript">   
                                    function start2() {   
                                        statusDialog2.show();   
                                    }   
                                       
                                    function stop2() {   
                                        statusDialog2.hide();   
                                    }   
                                </script> 
       </td> 
      </tr>     
   
      <tr> 
       <td align="center" valign="top" 
id="Pie" class="dr-pnl-h rich-panel-header"> 
        Ganymede ©Copyright -Todos 
los Derechos Reservados. 
       </td> 
      </tr> 
     </table> 
    </t:div> 
<!--    </h:form> --> 
 





<?xml version="1.0" encoding="UTF-8"?> 
 
<beans xmlns="http://www.springframework.org/schema/beans"  
 xmlns:jee="http://www.springframework.org/schema/jee" 
    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
    xmlns:aop="http://www.springframework.org/schema/aop"  
    xmlns:context="http://www.springframework.org/schema/context"  
    xmlns:tx="http://www.springframework.org/schema/tx" 
 xsi:schemaLocation="   
        http://www.springframework.org/schema/beans  
     http://www.springframework.org/schema/beans/spring-beans-3.0.xsd  
     http://www.springframework.org/schema/jee 
  http://www.springframework.org/schema/jee/spring-jee-3.0.xsd 
        http://www.springframework.org/schema/util  
        http://www.springframework.org/schema/util/spring-util-3.0.xsd 
        http://www.springframework.org/schema/aop  
        http://www.springframework.org/schema/aop/spring-aop-3.0.xsd   
        http://www.springframework.org/schema/context  
        http://www.springframework.org/schema/context/spring-context-3.0.xsd   
        http://www.springframework.org/schema/tx  
        http://www.springframework.org/schema/tx/spring-tx-3.0.xsd"> 
         
 <context:annotation-config />   
    <context:component-scan base-package="com.pe.ganymedepjt.bp.in" /> 
     
    <bean id="springApplicationContext" 
class="com.pe.ganymedepjt.bp.in.utils.SpringApplicationContext"/> 
     
 <jee:jndi-lookup id="dataSource" expected-type="javax.sql.DataSource" jndi-
name="/jdbc/sigrma" resource-ref="true" /> 
         
 <bean id="sqlMapClient" 
class="org.springframework.orm.ibatis.SqlMapClientFactoryBean"> 
  <property name="configLocation" value="WEB-INF/sql-map-config.xml" /> 
  <property name="useTransactionAwareDataSource" value="true"/> 
   




Anexo 49: Esquemático de la Plantilla modular de adquisición de datos 
 
Fuente: Elaboración Propia 
626 
Anexo 50: Esquemático PCB de la plantilla modular de adquisición de datos 
 
Fuente: Elaboración Propia 
 
Anexo 51: Esquemático de una unidad esclavo modular 
 
Fuente: Elaboración Propia 
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Anexo 52: Esquemático PCB de una unidad esclavo modular 
 
Fuente: Elaboración Propia 
 
Anexo 53: Esquemático de la estación de sensores para el sistema modular 
 
Fuente: Elaboración Propia 
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Anexo 54: Esquemático PCB de la estación de sensores para el sistema modular 
 
Fuente: Elaboración Propia 
 
Anexo 55: Esquemático de la estación de sensores para el sistema DAQ principal 
 
Fuente: Elaboración Propia 
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Anexo 56: Esquemático PCB de la estación de sensores para el sistema DAQ principal 
 
Fuente: Elaboración Propia 
 
Anexo 57: Esquemático Electrónico de la placa Retransmisora 
 
Fuente: Elaboración Propia 
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Anexo 58: Esquematico Electrónico PCB de la placa Retransmisora 
 
Fuente: Elaboración Propia 
 
 
