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Cílem procesu extrakce informací je získání rela£ních dat z textu psaného p°irozeným ja-
zykem na dal²í jednodu²²í zpracování výpo£etní technikou. Oblast vyuºití takto získaných
informací je ²iroká  od sumarizace text·, p°es vytvá°ení ontologií aº po zodpovídání otázek
QA systémy. Tato práce popisuje návrh a implementaci systému fungujícího ve výpo£etním
clusteru, který transformuje výpis £lánk· Wikipedie na mnoºinu vyextrahovaných informací,
které jsou následn¥ uloºeny do distribuované RDF databáze a je nad nimi moºné sestavovat
dotazy prost°ednictvím vytvo°eného uºivatelského rozhraní.
Abstract
The goal of information extraction is to retrieve relational data from texts written in natural
human language. Applications of such obtained information is wide  from text summari-
zation, through ontology creation up to answering questions by QA systems. This work
describes design and implementation of a system working in computer cluster which trans-
forms a dump of Wikipedia articles to a set of extracted information that is stored in
distributed RDF database with a possibility to query it using created user interface.
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Problém extrakcie informácií sa dá popísa´ ako automatická extrakcia ²truktúrovanej
informácie z ne²truktúrovaného alebo polo²truktúrovaného zdroja. Inými slovami, ide o zís-
kanie rela£ných dát z textu písaného prirodzeným jazykom, pretoºe takto získané dáta sa
následne dajú ¤alej ove©a ©ah²ie spracováva´ výpo£tovou technikou [1]. V kapitole 2 bude
popísaná história, formálna deﬁnícia a £lenenie tohoto problému, rovnako ako aj predsta-
vený inovatívny prístup OpenIE snaºiaci sa vyrie²i´ problém so spracovávaním rozsiahlych
korpusov. V tejto kapitole budú tieº popísané niektoré významnej²ie systémy na extrakciu
informácií. E²te pred tým v²ak budú v kapitole 1 uvedené metódy, ktoré predstavujú základ
akéhoko©vek automatizovaného spracovania textu.
Kapitola 3 predstavuje návrh systému, ktorý je schopný zo získanej dátovej sady vytvo-
ri´ mnoºinu z nej vyextrahovaných faktov a následne tieto dáta dotazova´ prostredníctvom
pouºívate©ského rozhrania za ú£elom h©adania odpovedí na otázky pouºívate©a tohoto sys-
tému. K dosiahnutiu tohoto cie©a je v²ak potrebné vykonanie mnohých krokov  od £istenia,
predspracovávania £i extrakcie, aº po analýzu vyextrahovaných vedomostí a ich ukladanie.
Ke¤ºe navy²e pracujeme s rozsiahlymi dátami, práca sa snaºí prinies´ rie²enie podporujúce
výpo£et náro£ných krokov vo výpo£tovom klastri.
Na obsah predchádzajúcej kapitoly bude nadväzova´ kapitola 4 popisujúca zvolené tech-
nológie spolu s odôvodneniami ich výberu, popis implementácie navrhnutého systému a prob-
lémy, s ktorými som sa v priebehu vývoja stretol a bolo ich potrebné rie²i´.
Vytvorený systém bol otestovaný na dátach anglickej mutácie internetovej encyklopé-
die Wikipédia, pri£om výstupy z tohoto testovania v podobe analýzy rýchlosti spracovania
jednotlivých jeho komponent, vyhodnotenie úspe²nosti ich fungovania a ukáºku pouºitia
systému je moºné nájs´ v kapitole 5.
Moºnos´ vyuºitia takto vyextrahovaných informácií je ²iroká  od sumarizácie textov,
cez vytváranie ontológií aº po to, £o je pre beºného pouºívate©a moderných technológií
pravdepodobne momentálne najzaujímavej²ie a najuºito£nej²ie, a to zodpovedanie beºných
otázok poloºených v prirodzenom jazyku. Sú£asné vyh©adáva£e hodnotia obsah dokumentov
na internete pod©a toho, ako pravdepodobne uºito£ný je ich obsah v súvislosti s k©ú£ovými
slovami, ktoré zadá pouºívate© do vyh©adáva£a, a tie najrelevantnej²ie hodnotené dokumenty
zobrazia medzi výsledkami. Nie sú v²ak schopné spracova´ a vyhodnoti´ fakty obsiahnuté
v týchto textoch, skombinova´ vedomosti získané z viacerých dokumentov a pomocou nich
£o najkonkrétnej²ie zodpoveda´ otázku pouºívate©a formulovanú ideálne v jeho prirodzenom
jazyku. Preto kapitola 6 stavia na dosiahnutých výsledkoch a pojednáva o smere moºného
napredovania tohoto projektu.
Závere£ná kapitola sumarizuje výsledky tejto práce.
Obsah tejto diplomovej práce nadväzuje na výsledky semestrálneho projektu vypraco-
vaného po£as zimného semestra, v ktorom bola na²tudovaná potrebná teória vyuºívaná pri
automatizovaných analýzach textov a spracovaný problém extrakcie informácií. Sú£as´ou
spomínaného projektu bolo aj zoznámenie sa s výpo£tovým klastrom a vytvorenie jedno-
duchého prototypu extrak£ného systému. Táto diplomová práca vyuºíva vo svojich prvých
dvoch kapitolách uº spracované teoretické poznatky a svoj návrh stavia na návrhu spomí-





Obsahom tejto kapitoly je uvedenie preh©adu o jednotlivých základných krokoch, ktoré
sa beºne vyuºívajú pri automatizovaných lingvistických analýzach textov, a výstupy ktorých
£asto slúºia ako základ pre akéko©vek ¤al²ie pokro£ilé spracovanie ich obsahov. Jednotlivé
sekcie tejto kapitoly popisujú tieto £innosti v chronologickej nadväznosti, pri£om zvy£ajne
slúºi výstup kroku v jednej sekcii ako vstup pre úlohu popisovanú v ¤al²ej sekcii. Obsah
nasledujúcej kapitoly vychádza z informácií uvedených v [2], [3] a [4].
1.1 Korpus a lexikálna databáza
Pod pojmom jazykový korpus rozumieme rozsiahlu kolekciu autentických textov ulo-
ºených v jednotnom formáte a je ur£ený prevaºne na ú£ely lingvistickej analýzy, skúmanie
rôznych jazykových javov v ich prirodzenom kontexte a vyuºíva sa ako základ pri tvorbe
slovníkov. V dne²nej dobe majú korpusy formu digitálnu, £o u©ah£uje ich udrºiavanie, ²í-
renie a vyh©adávanie v nich [5]. Na digitálne korpusy sa v dne²nej dobe spolieha aj oblas´
automatického spracovania prirodzeného jazyka, pretoºe ve©a algoritmov, ktoré sa v tejto
oblasti vyuºívajú, funguje na pravdepodobnostnom princípe a obsah korpusu vyuºívajú na
natrénovanie svojich interných modelov. Príkladom takéhoto vyuºitia je ur£ovanie slovných
druhov popísané v sekcii 1.3 ¤alej v tejto kapitole.
Najstar²ím digitálnym korpusom je Brownov korpus americkej angli£tiny publikovaný
na Brownovej univerzite v roku 1964. Obsahuje 500 anglicky písaných textov z pätnástich
rôznych ºánrov, ktoré dokopy obsahujú zhruba milión slov. V rámci oblasti automatického
spracovania prirodzeného jazyka je spomedzi anglických korpusov najpopulárnej²í Pennov
korpus z Pensylvánskej univerzity, ktorý obsahuje beºné anglické texty doplnené o syntak-
tickú anotáciu viet vo forme stromov a taktieº aj ozna£ené slovné druhy jednotlivých slov.
V eskej republike uº od roku 1967 vzniká Praºský závislostný korpus, ktorý obsahuje
morfologicky, syntakticky a sémanticky anotované £eské texty [6].
Lexikálna databáza je digitálnou databázou pozostávajúcou z jedného £i viacerých
slovníkov, ku ktorej existuje software, ktorý umoº¬uje pracova´ s jej obsahom. Najznámej-
²ou takouto databázou jeWordNet [7], ktorý je vyvíjaný v anglickom jazyku od roku 1985
na Pricetonskej univerzite. Zoskupuje slová do synonymických rád (tzv. synsety), zachy-
táva medzi nimi rôzne sémantické vz´ahy, ako napríklad hyponymické vz´ahy vyjadrujúce
podradené slová, hypernomické vz´ahy pre nadradené slová, synonymá (ekvivalentné slová),
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antonymá (protikladné slová) a ¤al²ie. Obsahuje krátke deﬁnície týchto slov a na základe
princípov tohoto pôvodného pricetonského WordNetu vznikli tieº podobné projekty v pre
iné jazyky.
1.2 Segmentácia a tokenizácia
Aj ke¤ £lovek zvy£ajne dokáºe v textoch, ktoré sú predmetom pokusov o automatizo-
vané spracovanie, £asto ©ahko a na prvý poh©ad rozpozna´ ur£ité ²peciﬁcké vzory a tieto
texty dekomponova´ na men²ie jednotky aj bez bliº²ej znalosti obsahu, z poh©adu stroja,
ktorý sa takýto text snaºí analyzova´, sa rovnaký vstup javí iba ako bliº²ie ne²peciﬁkovaná
postupnos´ znakov, resp. hodnôt. Prvým krokom, ktorému je preto potrebné £eli´, je rozde-
lenie takéhoto súvislého, £asto bliº²ie ne²truktúrovaného vstupného bloku textu na men²ie
jednotky, ktoré je moºné následne pomocou ¤al²ích prístupov bliº²ie analyzova´.
Úlohou segmentácie (sentence splitting/segmenting) je rozdelenie textu na jed-
notlivé vety. Pretoºe interpunk£né znamienka, ktorými bývajú vety ukon£ované v písaných
formách západných jazykov, majú ve©mi dlhú históriu pouºívania, ich úloha v texte môºe
ma´ ove©a viac ú£elov  od zna£enia dátumov, skratiek, £i napríklad aj v rôznych citátoch.
V dne²nej dobe sa interpunkcia vyuºíva tieº vo webových adresách, ale k©udne môºe by´
obsiahnutá aj v názvoch diel, ktoré sa v texte spomínajú. Pri jazykoch nevyuºívajúcich
latinskú abecedu £i cyriliku môºu by´ problémy segmentácie e²te komplikovanej²ie.
Tokenizér zasa rozde©uje text na významové jednotky, ktoré sa nazývajú tokeny. Token
predstavuje postupnos´ znakov, ktorá je ¤alej nedelite©ná a je nosite©om informa£nej hod-
noty. Najjednoduch²ia forma tokenizácie je rozdelenie pod©a bielych znakov a interpunkcie,
av²ak to v mnohých jazykoch, naj£astej²ie exotických ázijských, nemusí by´ vôbec dosta£u-
júce alebo moºné. Taktieº západnému svetu blízke jazyky ako angli£tina alebo nem£ina £asto
obsahujú v textoch zloºené slová, ktoré je niekedy potrebné pre ¤al²ie spracovanie správne
rozdeli´, inokedy naopak identiﬁkova´ viacero po sebe idúcich slov ako jednu významovú
jednotku.
1.3 Ur£ovanie slovných druhov
Na ur£ovanie slovných druhov (Part of Speech/PoS tagging) existujú systémy,
ktoré prijímajú tokenizovaný text ako vstup a ku kaºdému tokenu pripoja ozna£enie vy-
jadrujúce jeho slovný druh. Algoritmy, v¤aka ktorým je táto funk£nos´ zabezpe£ená, môºu
by´ rôzne, aj ke¤ sa zvy£ajne vyuºíva pravdepodobnostný prístup vychádzajúci z teórie
skrytých Markovských modelov (Hidden Markov models, HMM ). V závislosti na tom, na
akej mnoºine vstupných dát bol nakoniec pravdepodobnostný model jednotlivých realizácií
takýchto systémov natrénovaný, sa odvíjajú aj ²peciﬁcké mnoºiny ozna£ení slovných druhov,
tzv. tagset, ktoré dokáºu tieto systémy jednotlivým tokenom priradi´.
Najpouºívanej²ou mnoºinou ozna£ení slovných druhov je v súvislosti s textami písanými
v americkej angli£tine sada vychádzajúca z ozna£ení pouºitých v Pennovom korpuse obsa-
hujúca 36 PoS tagov a ¤al²ích 12 ozna£ení vy£lenených pre interpunkciu £i ¤al²ie ²peciálne
symboly a je uvedená v tabu©ke 1.1. Z ve©kej £asti je táto sada tieº podobná ozna£eniam po-
uºitým v Brownovom korpuse a niektorým ¤al²ím skôr vydaným lingvistickým korpusom,
av²ak, ke¤ºe svojím rozsahom tieto korpusy prevy²uje, je na túto úlohu Pennov korpus
uprednost¬ovaný.
Rozli²ovanie slovných druhov priná²a problémy najmä v súvislosti s homoformou, £o je
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# Zn. Popis
1. CC Prira¤ovacia spojka
2. CD Kardinálne £íslo
3. DT Determinant
4. EX Existenciálna varianta slova "there"
5. FW Zahrani£né slovo
6. IN Predloºka alebo podra¤ujúca spojka
7. JJ Prídavné meno
8. JJR Komparatívne prídavné meno
9. JJS Superlatívne prídavné meno
10. LS Symbol prvka zoznamu
11. MD Modálne sloveso
12. NN Pods. m. v j. £. alebo nepo£ítate©né
13. NNS Pods. m. v mn. £.
14. NNP Vlastné pods. m. v jednotnom £ísle
15. NNPS Vlastné pods. m. v mnoºnom £ísle
16. PDT Vymedzovacie zámeno
17. POS Privlast¬ovací suﬃx "'s"
18. PRP Osobné zámeno
19. PRP$ Privlast¬ovacie zámeno
20. RB Príslovka
21. RBR Komparatívna príslovka
# Zn. Popis
22. RBS Superlatívna príslovka
23. RP astica
24. SYM Symbol
25. TO Predloºka "to"
26. UH Citoslovce
27. VB Sloveso v základnom tvare
28. VBD Sloveso v minulom £ase
29. VBG Sl. v prieb. tvare alebo prí£astí prít.
30. VBN Sloveso v prí£astí minulom
31. VBP Sloveso v prít. £. inej ako 3. os. j. £.
32. VBZ Sloveso v prít. £. 3. os. j. £.
33. WDT Determinant za£ínajúci na "wh-"
34. WP Zámeno za£ínajúce na "wh-"
35. WP$ Privl. zámeno za£ínajúce na "wh-"
36. WRB Príslovka za£ínajúca na "wh-"
37. # Znak mrieºky
38. $ Znak dolára




Tabu©ka 1.1: Sada ozna£ení slovných druhov pouºitých v Pennovom korpuse. [8]
jav, pri ktorom sa slová podobajú zvukovo aj písomne, ale v skuto£nosti majú rozli£ný pôvod
a význam. Najvä£²ou výzvou je v²ak ich schopnos´ vyrovna´ sa s neznámymi tokenmi.
1.4 Morfologická analýza, zjednozna£¬ovanie významu, lem-
matizácia a stemming
Lemma je základný tvar slova vznikajúci transformáciou z pôvodného tvaru vyskytu-
júceho sa v texte pri procese nazývanom lemmatizácia. Pri tomto procese sa z pôvodnej
formy slova odstránia niektoré jeho vlastnosti, ktoré vznikli jeho ohýbaním  aplikovaním
£asovania a sklo¬ovania. Úlohou morfologickej analýzy v lingvistike je tieto vlastnosti
identiﬁkova´ a pripoji´ ich k danému tokenu vo forme zna£iek gramatických kategórií spolu
so slovným vzorom a lemmou. Gramatické zna£enie má vä£²inou tvar re´azca, kde jeho
jednotlivé znaky ozna£ujú napr. rod, pád, £as, £íslo a podobne. Niektoré analyzátory tieº
poskytujú informácie o deriva£nej morfológii tokenu a sú schopné poskytnú´ aj informácie
o slovách, z ktorých bolo zloºené.
al²ím procesom je tzv. stemming, ktorý, na rozdiel od vopred menovaného, pomocou
jednoduchých pravidiel realizovaných naj£astej²ie regulárnymi výrazmi odstráni príponu
a vráti iba kme¬ slova.
Výstup z morfologického analyzátora v²ak £asto nebýva jednozna£ný, a tak je potrebné
niekedy navrhované viaceré moºnosti dodato£ne zjednozna£ni´ procesom zjednozna£¬o-




Syntaktická analýza sa zaoberá vetným rozborom, tzn. ur£ovaním vz´ahov medzi
slovami alebo £as´ami viet. Pravidlá, ktoré ur£ujú spôsob, akým sú slová a frázy prepojené
a aký to má dopad na poradie vetných £astí, sa nazývajú súhrnne ako gramatika. Existuje
mnoho teórií oh©adom vetnej syntaxe deliacich ju vo v²eobecnosti na 2 hlavné kategórie,
ktoré je moºné vyjadri´ jednou z nasledujúcich dvoch ²truktúr:
Obr. 1.1: Zloºková a závislostná syntaktická analýza vety Eva dala Adamovi £ervené
jablko..
 závislostný strom (dependency tree)  ²truktúra, v ktorej sú slová uzlami vety,
medzi ktorými existujú závislosti vyjadrené orientovanými hranami, pri£om kore¬om
tohoto stromu je práve jeden prísudok
 zloºkový (frázový) strom (constituency tree)  zodpovedá deriva£nému stromu
bezkontextovej gramatiky a veta sa rekurzívne delí do £astí, kde tokeny predstavujú
listy stromu
Úlohou syntaktického analyzátora (parser) je ur£i´ tieto závislosti. Porovnanie analýzy
rovnakej vety zloºkovým aj závislostným prístupom je znázornené na obrázku 1.1.
1.6 Vyhodnocovanie kvality
Na posúdenie výkonnosti jednotlivých systémov vykonávajúcich automatické spracovanie
prirodzeného jazyka sa vyuºívajú nieko©ké miery, pri ktorých sa predpokladá, ºe vieme
ohodnoti´ kaºdú £as´ výstupu tohoto systému, ktorou môºe by´ napríklad token alebo celá
veta, ako správnu alebo nesprávnu.
Pre jednoduch²ie zadeﬁnovanie týchto metrík bude slúºi´ tzv. kontingen£ná tabu©ka (con-
fusion matrix) 1.2, do ktorej je moºné výsledky systému umiestni´ na základe toho ako
kore²pondujú s predpokladanými výsledkami. Význam jej obsahu je nasledujúci:
 skuto£ne pozitívne (TP)  výsledky, ktoré systém zaradil pod©a na²ich o£akávaní
ako správne a vyuºije ich na ¤al²ie spracovanie
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 falo²ne pozitívne (FP)  výsledky, ktoré systém chybne zaradil ako správne a aj
ke¤ sú nerelevantné ich vyuºije na ¤al²ie spracovanie, tzv. Chyba I. typu
 skuto£ne negatívne (TN)  výsledky, ktoré systém zaradil pod©a na²ich o£akávaní
ako nesprávne a nebudú pouºité k ¤al²iemu spracovaniu
 falo²ne negatívne (FN)  výsledky, ktoré systém chybne zaradil ako nesprávne a aj
ke¤ sú relevantné nebudú pouºité k ¤al²iemu spracovaniu, tzv. Chyba II. typu
 senzitivita = TP / (TP + FN)  miera skuto£ne pozitívnych výsledkov, zodpo-
vedá úspe²nosti detekcie


















Tabu©ka 1.2: Kontingen£ná tabu©ka zobrazujúca vz´ahy medzi výsledkami ur£enými systé-
mom a predpokladanými výsledkami.
alej je moºné zadeﬁnova´ tieto miery vyplývajúce z hodnôt zadeﬁnovaných vo vy²²ie
uvedenej kontingen£nej tabu©ke:
 presnos´ = TP / (TP + FP)  miera anglicky nazvaná ako precision, ktorá je
deﬁnovaná ako podiel správne objavených výsledkov a v²etkých zistených výsledkov
systémom, nadobúda reálne hodnoty v rozmedzí < 0, 1 >, kde 1, 0 znamená bezchybne
fungujúci systém
 pokrytie = TP / (TP + FN)  miera anglicky nazvaná ako recall, ktorá je deﬁ-
novaná ako podiel správne objavených výsledkov a v²etkých o£akávaných výsledkov,
nadobúda reálne hodnoty v rozmedzí < 0, 1 >, kde 1, 0 znamená úplne pokrytie sys-
témom
1.6.1 Presnos´ a pokrytie QA systému
Zodpovedanie otázok (QA, Question Answering) je po£íta£ová vedná disciplína v rámci
oblasti spracovania prirodzeného jazyka a získavania informácií, ktorá sa zaoberá zodpove-
daním otázok poloºených v prirodzenom jazyku.
QA systém je implementácia, ktorá umoº¬uje pouºívate©ovi prostredníctvom vytvo-
reného rozhrania zadáva´ otázky, na ktoré potom tento systém h©adá odpovede v tzv. ve-
domostnej databáze. V tejto databáze sú uloºené komplexne ²truktúrované informácie, za
pomoci ktorých je moºné zostavi´ pouºívate©ovi o£akávanú odpove¤. Na to je v²ak potrebné
nielen správne transformovanie zadanej otázky do reprezentácie naj£astej²ie sady správne
sformulovaných dotazov ur£ených pre túto databázu, ale najmä identiﬁkácia relevantných
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výsledkov, ktoré je nakoniec potrebné transformova´ opä´ do výslednej zmysluplnej formy
odpovede pochopite©nej pre zadávate©a otázky.
Obr. 1.2: Schematické znázornenie relevantných a QA systémom získaných informácií vo
vedomostnej databáze.
Na vyhodnotenie kvality takéhoto QA systému je moºné vyuºi´ veli£iny zadeﬁnované
na za£iatku sekcie 1.6. Na to je v²ak potrebné správne pochopenie hodnôt vystupujúcich
v kontingen£nej tabu©ke. Ako uº bolo uvedené, po poloºení otázky QA systému je na jej zod-
povedanie potrebné preh©adanie celej databázy a správnos´ tejto odpovede závisí od mnoº-
stva vyh©adaných relevantných informácií. Ako ilustruje obrázok 1.2, vedomostná databáza
predstavuje celú dostupnú mnoºinu, z ktorej je moºné £erpa´ výsledky, pri£om vyhodnoco-
vate© kvality takéhoto systému musí ma´ znalosti o jej obsahu a vedie´ ur£i´ podmnoºinu
správnych informácií  na obrázku znázornených zelenou farbou. Systém pri zodpovedaní
otázky tieº ur£í podmnoºinu, ozna£enú modro, ktorú povaºuje za relevantnú, a v závislosti
od prieniku týchto dvoch podmnoºín je moºné naplni´ kontingen£nú tabu©ku a vypo£íta´
vy²²ie uvedené veli£iny. Najpopisnej²ie na ur£enie kvality sa z týchto hodnôt sa naskytajú
práve presnos´ systému ur£ujúca ko©ko skuto£ne relevantných informácií bral tento sys-
tém do úvahy pri vytváraní odpovede a pokrytie systému, ktoré informuje o mnoºstve
relevantných informácií braných do úvahy z celkového dostupného po£tu relevantných in-
formácií obsiahnutých vo svojej vedomostnej databáze. Je v²ak zrejmé, ºe v závislosti od




Táto kapitola predstavuje problém extrakcie informácií z h©adiska historického, uvádza
jeho formálnu deﬁníciu a £lenenie viaceré podproblémy. Je v nej tieº vysvetlený inovatívny
prístup OpenIE snaºiaci sa vyrie²i´ problém so spracovávaním rozsiahlych korpusov a popí-
sané niektoré významnej²ie systémy na extrakciu informácií.
2.1 História
Za£iatky extrakcie informácií sa viaºu ku komunite zaoberajúcej sa spracovaním pri-
rodzeného jazyka. V jej spolo£enstve vznikli dve sú´aºe, ktoré zastre²ili snahy a vyme-
dzujú rámec záujmu v tejto oblasti. Prvá s názvomMessage Understanding Conference
(MUC), bola iniciovaná vládnou agentúrou amerického ministerstva obrany DARPA a v jej
siedmych kolách prebiehajúcich v rokoch 1987 aº 1997 proti sebe sú´aºili výskumné tímy
v úspe²nosti pri automatizovanej analýze zadaných textov. Cie©om bolo zvy£ajne identiﬁ-
kova´ prí£iny, £inite©ov, dôsledky £i £asy a miesta udalostí, ktoré z týchto textov týkajúcich
sa vládnych záujmov vyplývali [9].
Jej následníkom je program Automatic Content Extraction (ACE), ktorý vznikol
v roku 1999. Motivácia a ciele ACE sú rovnaké ako pri MUC, ale na rozdiel od predchádza-
júceho programu sa nezameriava len na identiﬁkovanie správnych slov obsiahnutých v texte,
ale identiﬁkovanie správnych entít, vz´ahov medzi týmito entitami a udalostí v abstraktnej-
²om zmysle slova. Taktieº roz²iruje pole pôsobnosti z £istého textového vstupu na extrakciu
informácií z obrázkov a zvukových záznamov [10].
V sú£asnosti výzva extrakcie informácií zasahuje do oblastí strojového u£enia, získavania
informácií, databáz, webu £i analýzy dokumentov a vzájomne ich premos´uje.
2.2 Extrak£ná úloha
Ako schematicky znázor¬uje obrázok 2.1, extrak£ná úloha je formálne deﬁnovaná jej
vstupom, ktorý môºe by´ ne²truktúrovaný alebo £iasto£ne ²truktúrovaný, a jej extrak£ným
cie©om. Tvar ne²truktúrovaného textu má vä£²ina dokumentov na internete, ktoré sú písané
prirodzeným jazykom, a príkladom polo²truktúrovaného textu sú zasa napríklad zoznamy.
Extrak£ným cie©om takejto úlohy môºe by´ získanie n-tice atribútov alebo zloºitej²í,



























Obr. 2.1: Schematické znázornenie extrak£nej úlohy.
2.2.1 Výzvy pri realizácii
Pri realizácii systému, ktorý je schopný plni´ vy²²ie deﬁnovanú úlohu, je v²ak nutné £e-
li´ mnohým výzvam. Jedna z prvých, ktorá sa prirodzene dostáva do pozornosti, je otázka
presnosti. Pri rozsiahlom korpuse, s ktorým je zvy£ajne nutné pracova´, nie je ©ahké dete-
gova´ chybné alebo vynechané extrakcie. Tieº je otázne, ako dostato£ne je schopná ²truktúra
deﬁnovaná extrak£ným cie©om pokry´ informácie obsiahnuté v texte, z ktorého extrahujeme.
S ve©kos´ou vstupných dát nutne súvisí aj otázka výkonu. Ak systém nasadíme na menej
rozsiahle dáta týkajúce sa ²peciﬁckej oblasti, potom, samozrejme, algoritmus priná²ajúci
ve©mi presné výsledky za cenu pomal²ieho spracovania neprekáºa. Av²ak, nasadenie obdob-
ného algoritmu na korpus pozostávajúci z miliárd dokumentov nachádzajúcich sa na webe,
pri£om ich po£et kaºdým d¬om nezastavite©ne rastie, neprichádza v ºiadnom prípade do
úvahy. Jedným z mnohých ¤al²ích problémov je napríklad aj integrácia dát z viacerých
zdrojov a v rôznorodých vstupných formátoch [12].
2.2.2 Extrak£né podúlohy
Existuje pä´ hlavných podúloh, ktoré zah¯¬a oblas´ extrakcie informácií [13]:
 rozpoznávanie pomenovaných entít (Named Entity recognition, NE)  vy-
h©adávanie a klasiﬁkácia entít ako sú napr. mená, miesta, názvy spolo£ností, názvy
diel a podobne
 koreferencia (Coreference resolution, CO)  identiﬁkácia a rezolúcia odkazov
medzi entitami, naj£astej²ie v súvislosti so zámenami, ktoré anaforicky odkazujú na
iné pomenované entity obsiahnuté v texte
 kon²trukcia vzorových prvkov (Template Element construction, TE)  pri-
danie ¤al²ích charakteristických popisných informácií k pomenovaným entitám, vy-
uºíva tieº koreferenciu
 kon²trukcia vzorových relácií (Template Relation construction, TR)  ur£e-
nie vz´ahov medzi vytvorenými vzorovými prvkami
 produkcia vzorových scenárov (Scenario Template production, ST)  ur£enie
udalostí, v ktorých sú identiﬁkované vzorové prvky a vystupujúce relácie
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Uvaºujme napríklad nasledujúci text:
Dnes ráno svet obletela správa o nájdení malej smaragdovej pla-
néty v na²ej Slne£nej sústave. Jej objavite©, prof. Novák, pracuje
pre NASA.
V takomto texte rozpoznáva£ pomenovaných entít ur£í entity planéta, Slne£ná sústava,
prof. Novák a NASA. Koreferencia zistí, ºe dnes odkazuje na dátum publikovania £lánku
a jej zasa na planétu. Kon²trukcia vzorových prvkov následne ur£í, ºe planéta je malá
a smaragdová a kon²trukcia vzorových relácií, ºe sa planéta nachádza v Slne£nej sústave
a prof. Novák pracuje pre NASA. Produkcia vzorových scenárov zaznamená udalos´ týkajúcu
sa objavenia planéty, v ktorej vystupujú viaceré entity.
2.2.3 Metódy extrakcie
Vä£²ina prístupov k rie²eniu tohoto problému sa zameriava na vyuºitie prístupu u£enia
s u£ite©om na sadách relácií ²peciﬁcky vytvorených pre danú oblas´ záujmu. Algoritmus
natrénovaný na takejto sade je potom síce schopný dosiahnu´ vysokú presnos´ a odozvu
na dokumentoch s podobným obsahom, av²ak za cenu nízkej dostupnosti trénovacích dát
a faktu, ºe takéto rie²enie nie je moºné roz²íri´ na pouºitie na celom internete, ktorého obsah
je zna£ne rozmanitý. Techniky, ktoré sa na tento prístup vyuºívajú zah¯¬ajú napríklad po-
uºitie skrytých Markovských modelov, podmienených náhodných polí (Conditional random
ﬁelds, CRM ) alebo pevne deﬁnovaných inferen£ných pravidiel.
2.3 Open Information Extraction
Open Information Extraction (OpenIE, OIE) je nový extrak£ný prístup, ktorý
bol predstavený v roku 2007 kolektívom z Washingtonskej Univerzity s cie©om umoºni´ do-
ménovo nezávislé extrahovanie relácií z webového korpusu a stavia na dvoch základných
postulátoch. Prvým je jediný priechod cez vstupné dáta a druhým nevyºadova´ nut-
nos´ ºiadneho ©udského zásahu do extrak£ného procesu. Jediným vstupom do OpenIE
systému je korpus a jeho výstupom mnoºina vyextrahovaných relácií [14]. Dodrºanie prvého
bodu dáva predpoklad na to, aby bol výsledný systém ²kálovate©ný na web a druhý bod
zasa, aby sa bol takýto systém schopný vysporiada´ s heterogenitou jeho obsahu.
2.4 Známe systémy
V priebehu posledných rokov bolo vytvorených nieko©ko systémov pokú²ajúcich sa pri-
blíºi´ problém extrakcie informácií k dostato£nému automatizovaniu na to, aby bolo rie²enie
²kálovate©né aj na web a nielen na malú, doménovo ²peciﬁckú oblas´ záujmu. V nasledujúcej
£asti je uvedený preh©ad nieko©kých významnej²ích systémov v tejto oblasti.
2.4.1 KnowItAll a KnowItNow
KnowItAll je autonómny extrak£ný systém, ktorý vychádza z roz²írite©nej ontológie
a malého mnoºstva ru£ne predpripravených generických vzorových pravidiel, a tak nesp¨¬a
poºiadavky OpenIE. Je v²ak jedným z prvých univerzálnej²ích systémov na extrakciu faktov,
konceptov a vz´ahov z webu, ktorého výkon a úspe²nos´ extrahovania slúºi ako ²tandard
pri porovnávaní s novými systémami v mnohých ¤al²ích ²túdiách. Je zaloºený na jazykovo
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a doménovo nezávislej architektúre, ktorá pomocou piatich modulov nap¨¬a svoju ontológiu
faktami a reláciami [15].
Vychádza z metafory informa£ného potravinového re´azca, pod©a ktorej sú vyh©adáva£e
bylinoºravce pasúce sa na webe a inteligentní agenti sú informa£né mäsoºravce konzu-
mujúce ich výstup [16]. KnowItAll, povaºujúci sa v tomto smere za mäsoºravca, vyuºíva
vyh©adáva£e na výpo£et ²tatistík oh©adom webového korpusu a na overenie správnosti vy-
extrahovaných relácií.
Jeho nasledovník KnowItNow eliminuje potrebu dotazovania sa ku komer£ným we-
bovým prehliada£om predstavením vlastného vyh©adávacieho rie²enia ozna£ovaného ako
Bindings Engine, a tak nieko©konásobne zrých©uje svoju prevádzku, ke¤ºe nie je nútený
dodrºiava´ obmedzujúce kvóty na zasielanie poºiadaviek [17].
2.4.2 TextRunner
TextRunner vytvorený na Washingtonskej univerzite je pionierom v oblasti Open In-
formation Extraction sp¨¬ajúcim v²etky jej poºiadavky. Skladá sa z 3 k©ú£ových modulov
[18]:
 samodohliadajúci u£iaci sa mechanizmus poozna£uje trénovacie dáta vytvorené
automaticky z malej vzorky korpusu a vyuºije ich na natrénovanie modelu pomocou
Bayesovského naivného klasiﬁkátora
 generátor kandidátnych extrakcií jediným priechodom cez vstupné dáta pravde-
podobnostne poozna£uje vstupný text slovnými druhmi a vyuºije natrénovaný model
na odstránenie nepodstatných £astí viet a vyextrahovanie n-árnych relácií
 klasiﬁkátor extrakcií vyhodnotí, s akou pravdepodobnos´ou je kaºdá vyextrahovaná
n-tica predstavite©om relácie, v ktorej vystupuje
2.4.3 ReVerb
V roku 2011 bol publikovaný ¤al²í systém od tvorcov TextRunneru s názvom ReVerb.
Na rozdiel od predchodcov v tejto oblasti dosahuje dvojnásobnú oblas´ pod krivkou presnosti
a pokrytia, pri£om vy²e 30% extrakcií má 80% presnos´ alebo vy²²iu. Pomocou syntaktic-
kého obmedzenia 2.1 výrazne zniºuje po£et neinformatívnych extrakcií a pomocou ¤al²ieho
lexikálneho obmedzenia odli²uje detegované platné relácie od takých, ktoré sú príli² kon-
krétne na to, aby mali ¤al²ie vyuºitie [19].
V | V P | V W ? P
kde:
V = s l ov e s o £ a s t i c a ? p r í s l o vka ?
W = ( pods . meno | pr íd . meno | p r í s l o vka | zámeno | £ l en )
P = ( pred loºka | £ a s t i c a | i n f . zna£ka )




K ¤al²iemu zdokona©ovaniu procesu extrakcie prispel tím z Washingtonskej univerzity
predstavením systému OLLIE , ktorý dosahuje 2,7-násobne vä£²iu plochu pod krivkou pres-
nosti a pokrytia ako predtým vyvinutý systém TextRunner. Na dosiahnutie tohoto výsledku
vyuºíva na rozdiel od regulárnych výrazov u£iaci sa mechanizmus na identiﬁkáciu relácií
a analýzu kontextu [20].
Následník systému OLLIE s názvom SRLIE buduje extrakcie zo SRL rámcov, pri £om
vyuºíva sémantické zna£enie rolí (SRL) [21].
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Kapitola 3
Návrh systému na extrakciu vz´ahov
Nasledujúca kapitola sa venuje návrhu systému, ktorého úlohou je získa´ zo zvolenej
vstupnej dátovej sady v nej obsiahnuté vedomosti, tie vo vhodnej forme uloºi´ do rela£nej
databázy. Následne bude prostredníctvom navrhnutého pouºívate©ského rozhrania moºné
k týmto dátam pristupova´ a pomocou jednoduchých ﬁltrov simulova´ kladenie otázok.
Obrázok 3.1 schematicky znázor¬uje jednotlivé kroky, ktoré bude potrebné dodrºa´ pri vy-
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Obr. 3.1: Návrh systému na vytvorenie vedomostnej databázy zo vstupných dát a rozhrania
umoº¬ujúceho pouºívate©ovi kladenie dotazov.
3.1 Korpus
Navrhovaný systém, ktorý by v ¤al²ích verziách mohol by´ schopný pracova´ aj s textami
s ove©a vy²²ou mierou nejednozna£nosti a vä£²ím mnoºstvom pouºitého ºargónu, aký sa
vyskytuje beºne na komunitných fórach na internete, sa musí vedie´ vysporiada´ v jeho
najzákladnej²ej verzii s obsahom písaným v gramaticky a pravopisne spisovnom jazyku.
Ako vstupné dáta na ¤al²ie spracovanie bol pre túto diplomovú prácu zvolený textový
výpis z anglickej mutácie internetového projektu Wikipédia  slobodná encyklopédia obsa-
hujúci takmer 5 miliónov £lánkov a je dostupný z [22]. Dôvodov pre túto vo©bu je nieko©ko.
16
V prvom rade sú tieto dáta pre kaºdého ©ahko a vo©ne dostupné, ale £o je podstatnej²ie, sú
písané v uº spomínanom spisovnom jazyku.
Obsah v anglickom jazyku bol zvolený zasa preto, ºe ide o jazyk, ktorý je predmetom
výskumov na svetovej úrovni, a tak k nemu existuje mnoºstvo podporných nástrojov, le-
xikónov a kvalitne spracovaných anotovaných korpusov. Taktieº, na rozdiel od napríklad
slovanských jazykov relatívne vo©ných v slovoslede s vysokou mierou ohýbania (ﬂexie), ide
o jazyk ozna£ovaný ako analytický  jazyk s nízkou mierou ﬂexie, komplexnou syntaxou
a relatívne stabilným poradím podmetu - prísudku - predmetu [23].
alej, zo samotnej podstaty tohoto internetového projektu, sa v jeho textových obsa-
hoch koncentrujú vedomosti, ktoré sa snaºia zachytáva´ objektívnu podstatu tém, o ktorých
pojednávajú, £o je bezpochyby uºito£né pre projekt cielený na extrakciu faktov.
3.2 istenie korpusu
Výpis svojho obsahu, ktorý poskytujeWikipédia, je v²ak vo formáte XML a okrem samot-
ného textu obsahuje mnoºstvo redundantných údajov, ako napríklad metadáta udávajúce
detaily o vytvorení £i editácii jednotlivých £lánkov. Taktieº samotné telá £lánkov obsahujú
zna£ky modiﬁkujúce jeho vizuálne vlastnosti, obsahujú mnoºstvo hypertextových odkazov,
£asté ²peciálne zápisy pre prvky ako sú zoznamy, tabu©ky alebo vloºené multimédiá.
Pretoºe ¤al²ie kroky tejto práce budú vyºadova´ £isto textový obsah v písanom anglic-
kom jazyku, je potrebné pôvodne poskytovaný obsah pre£isti´ odstránením od nepotrebných
£astí a uºito£né £asti skonvertova´ do £itate©ného obsahu.
3.3 Distribúcia korpusu do výpo£tového klastra
Korpus, ktorý máme po kroku £istenia k dispozícii, je ¤alej moºné rozdeli´ medzi viacero
výpo£tových staníc dostupného výpo£tového klastra. Dôvod na za£lenenie kroku rozdelenia
korpusu do výpo£tového klastra aº v tejto £asti a nie uº pri £istení je ten, ºe výpis zWikipédie
je dodávaný ako jediný súbor a samotný proces £istenia sta£í vykona´ len raz a nie je
nijak výpo£tovo náro£ný, takºe vôbec neprekáºa, ak sa vykoná na iba jednej stanici. To
v²ak nie je moºné poveda´ o nasledujúcich úkonoch, ktoré sú nielen výpo£tovo náro£né, ale
je predpoklad, ºe po£as zdokona©ovania systému ich bude potrebné vykonáva´ opakovane.
Na²´astie, tieto úlohy je moºné vykonáva´ nezávisle paralelne na viacerých strojoch a aj
samotných jadrách procesorov, ak to cie©ové stanice výpo£tového klastra umoºnia.
3.4 Predspracovanie dát
Ke¤ºe vä£²ina dostupných extraktorov, rovnako ako aj extraktor zvolený v na²ej práci
sp¨¬ajúci podmienky OpenIE, transformuje vety na mnoºinu vz´ahových n-tíc bez akejko©-
vek hlb²ej analýzy, je v na²om záujme text upravi´ do takej podoby, aby sme krokom ex-
trakcie nepri²li o informácie vyplývajúce zo závislosti na poradí týchto viet a ich kontexte.
Samozrejme, nie je v na²ich silách o²etri´ v²etky takéto prípady, av²ak jednou z najele-
mentárnej²ích a najdôleºitej²ích úprav je nahradenie nepriamych odkazov na entity za ich
výstiºnej²ie formy. Tento problém uº bol spomínaný ako jedna z piatich podúloh extrakcie
informácií v podsekcii 2.2.2 ozna£ený ako koreferencia.
al²ím úkonom, ktoré je moºné v rámci tejto £asti vykona´, je odstránenie nadpisov
£lánkov, podnadpisov jeho jednotlivých £astí a prípadne iných krátkych kusov textov, ktoré
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s ve©kou pravdepodobnos´ou neobsahujú ²truktúru o£akávanú extraktorom alebo by sa dalo
o nich predpoklada´, ºe neprinesú o£akávanú informa£nú hodnotu. Za takýto rys by bolo
moºné povaºova´ rôzne postupnosti znakov, ktorých cie©om je plni´ dekoratívny charakter,
ale najmä interpunkciou neukon£ené texty o d¨ºke pár slov nachádzajúce sa na samostatných
riadkoch oddelených z oboch strán prázdnymi riadkami.
3.5 Extrakcia faktov
Na pre£istenú, predspracovanú £as´ korpusu obsahujúcu v ideálnom prípade iba výstiºné
a gramaticky správne napísané vety je následne moºné pouºi´ ná² zvolený OpenIE extrak-
tor. Úlohou tohoto extraktora je rozdeli´ jednotlivé vety vstupujúceho textu na mnoºinu
n-tíc, naj£astej²ie trojíc tvaru (ei, ri,j , ej), kde ei a ej sú entity, medzi ktorými re´azec ri,j
orientovane vyjadruje ich vzájomný vz´ah. V takejto trojici sa zvy£ajne dá entita ei povaºo-
va´ za vetný podmet, entita ej za vetný predmet a predikát ri,j ozna£ujúci ich vzájomnú
reláciu za vetný prísudok.
V niektorých prípadoch môºe takáto n-tica obsahova´ aj ¤al²ie £leny, ktoré naj£astej-
²ie rozvíjajú práve spomínaný vetný predmet, obsahujú referencie na iné extrakcie alebo
napríklad obsahujú £asové modiﬁkátory upres¬ujúce £asové pôsobenie vety.
Extraktor tieº ohodnotí jednotlivé extrakcie váhou vyjadrujúcou pravdepodobnos´, s akou
ich povaºuje za informa£ne prínosné, napríklad na základe pomeru po£tu ich výskytov vzh©a-
dom k celkovému po£tu extrakcií. Pri pouºití takéhoto alebo podobného prístupu potom
v prípade, ºe extraktor nie je schopný vstupný text vhodne spracova´ a rozdeli´, môºe by´
výsledkom ve©ké mnoºstvo navzájom ve©mi podobných ale nie rovnakých extrakcií, ktoré sa
teda budú povaºova´ za unikátne, £o môºe vies´ k ich neadekvátne vysokému ohodnoteniu.
3.6 istenie vyextrahovaných faktov
Po dokon£ení procesu extrakcie je potrebné ur£i´, ktoré zo získaných n-tíc sú pouºite©né
pri budovaní znalostnej databázy, a ktoré by mohli jej výslednú kvalitu zniºova´ alebo kom-
plikova´ jej uloºenie v databázovom systéme. Nevyhovujúce n-tice je moºné úplne odstráni´
alebo sa ich pokúsi´ previes´ do vyhovujúceho tvaru. Medzi takéto úpravy patrí najmä
normalizácia predikátu, odstránenie extrakcií obsahujúcich len 2 atribúty, odstránenie ex-
trakcií s nízkou hodnotou uºito£nosti, alebo v prípadoch, ke¤ bola vyextrahovaná n-tica
s po£tom prvkov viac ako ²tyri pripoji´ v²etky nadbyto£né atribúty k ²tvrtému, ke¤ºe bolo
vypozorované, ºe vo vä£²ine prípadov spolu súvisia.
al²ia vlastnos´ mnohých vyextrahovaných n-tíc je tá, ºe frázy v jej jednotlivých £le-
noch £asto obsahujú jednu alebo viacero prira¤ovacích spojok, v¤aka ktorým majú tieto
frázy nielen nadmernú d¨ºku, ale zárove¬ zniºujú výpovednú hodnotu celej n-tice, v ktorej
vystupujú.
V nasledujúcej podsekcii 3.6.1 je predstavený vlastný algoritmus na vyrie²enie tohoto
problému. Za ¬ou bude nasledova´ podsekcia 3.6.2 týkajúca sa normalizovania predikátu za
ú£elom h©adania tried ekvivalencie.
3.6.1 Rozdelenie fráz obsahujúcich prira¤ovacie spojky
Ako uº bolo spomínané v predchádzajúcom texte k tejto sekcii, niektoré atribúty n-tice
môºu obsahova´ frázy s nadmernou d¨ºkou, a to kvôli tomu, ºe obsahujú nieko©ko rovno-
cenných podfráz pospájaných prira¤ovacími spojkami and (príp. £iarkou) a or. Nech je
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príkladom takéhoto javu nasledujúca veta, kde bodko£iarka nazna£uje oddelenie jednotli-
vých £lenov n-tice:
Sample symptoms; include; lack of social or emotional recipro-
city, stereotyped and repetitive language or idiosyncratic lan-
guage, and persistent preoccupation with parts of objects.
Je zrejmé, ºe problematická je práve pravá strana tejto n-tice. Po aplikácii vhodného
syntaktického analyzátora dostávame zloºkový deriva£ný strom znázornený na obrázku 3.2
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Obr. 3.2: Zjednodu²ený zloºkový deriva£ný strom frázy lack of social or emotional
reciprocity, stereotyped and repetitive language or idiosyncratic langu-
age, and persistent preoccupation with parts of objects.
Vhodným priechodom cez tento strom môºeme získa´ nasledujúci zoznam fráz, ktoré uº
prira¤ovacie spojky obsahova´ nebudú: lack of social reciprocity, lack of emotional recip-
rocity, stereotyped language, repetitive language, idiosyncratic language, persistent preoccu-
pation with parts of objects. Vznik prvých 5 z nich v²ak súvisí s rozgenerovaním aj kvôli
vylu£ovacej spojke or, a tak, na rozdiel od pôvodnej frázy, nemusí ma´ táto nová fráza
v danej relácii vety ur£itú ale má iba moºnú platnos´.
Na rozdelenie fráz obsahujúcich prira¤ovacie spojky bol navrhnutý vlastný algoritmus 1,
ktorý odstráni prira¤ovacie spojky z frázy rozgenerovaním na mnoºinu fráz bez týchto spo-
jok. Algoritmus o£akáva ako vstup rekurzívne zanorené pole slov organizované ako zloºkový
deriva£ný strom danej frázy a jeho výstupom je mnoºina zjednodu²ených fráz, pri£om jed-
notlivé frázy majú nastavený príznak neur£itosti, ak vznikli rozgenerovaním kvôli vylu£o-
vacej spojke or. Príznak neur£itosti je následne moºné zoh©adni´ v n-tici zmenením relácie
z pôvodného tvaru vyjadrujúceho ur£itý výskyt udalosti na neur£itý pridaním modiﬁkátoru
can/could/may/might. Je vhodné podotknú´, ºe algoritmus povaºuje akúko©vek £iarku vy-
skytujúcu sa vo fráze za rovnocennú zlu£ovaciu spojku pre and, a preto je potrebné vopred
zabezpe£i´ aby do algoritmu vstupovali iba frázy, ktoré neobsahujú podra¤ovacie súvetia
alebo vsuvky.
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Vstup : zloºkový deriva£ný strom frázy
Výstup: mnoºina fráz bez prira¤ovacích závislostí
def disambiguateTree(L):
if isString(L) :
if L not in [and, ,] :
return [L] // ak ide o slovo, vratime ako jednoprvkove pole
else:
return [ ] // spojku and a ciarku vynechame
else:
S = [] // zoznam fraz ziskanych v tomto zanoreni
accS = [] // akumulator pre novovytvaranych kandidatov
wasOr = False // priznak ze sa tu vyskytla aj spojka or
for e in L :
if isList(e) :
dx = disambiguateTree(e)
if dx == [or] : // spojku or vynechame az po nastaveni
priznaku
wasOr = True ; dx = [ ]
if dx == [] :
S += accS ; accS = [ ]
elif len(dx) :
... // vytvor vsetky neprazdne kombinacie konkatenacie
accS +   + dx
S += accS // pridaj aj posledny obsah akumulatora
if wasOr :
... // oznac vsetky prvky v S priznakom neurcitosti
return [x for x in S if x.length()]
return []
Algoritmus 1: Pseudokód rekurzívneho algoritmu na odstránenie prira¤ovacích spojok
z frázy rozgenerovaním na mnoºinu fráz.
3.6.2 Normalizácia predikátu
Predikáty vo vyextrahovaných n-ticiach obsahujú vetný prísudok vyjadrený slovesom,
av²ak nielenºe toto sloveso môºe by´ uvedené v rôznych osobách alebo £asoch, ob£as sa tieº
môºe nachádza´ ako sú£as´ komplikovanej²ej frázy zachytávajúcej konkrétne ²peciﬁká relácie,
ktorú vyjadruje medzi zvy²nými £as´ami predmetnej n-tice. Kvôli ¤al²ej analýze je preto
vhodné vedie´ takýto predikát normalizova´, aby bolo moºné získané extrakcie rozdeli´ na
²peciﬁcké triedy ekvivalencie a kategorizova´ napríklad na základe £innosti, ktorá z obsahu
ich predikátov vyplýva.
Skúmaním vyextrahovaných predikátov bolo vypozorované, ºe práve posledné sloveso
v postupnosti slov predikátu je nosite©om najvýznamnej²ej výpovednej hodnoty. Navrhnutý
algoritmus 2 sa spolieha na to, ºe v gramaticky správnej vete táto vlastnos´ naozaj platí
v¤aka tomu, ºe, ako uº bolo spomínané v sekcii 3.1 tejto kapitoly, pracujeme s analytickým
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jazykom, v ktorom je poradie slov dôleºité a je pomocou neho vyjadrený význam jednotli-
vých £astí vety.
Samotný algoritmus najprv rozexpanduje skrátené formy negácií, ktoré sa môºu vo
vstupnom predikáte nachádza´, a následne vyuºije externé funkcie na jeho rozdelenie na
tokeny a ur£enie zodpovedajúcich slovných druhov. Zna£ky slovných druhov, s ktorými al-
goritmus ¤alej pracuje, vychádzajú z tabu©ky 1.1 predstavenej v kapitole 1. V hlavnom
cykle algoritmu sa prechádza cez jednotlivé slová a tie, ktoré majú zna£ku vyjadrujúcu mo-
dálne alebo akéko©vek iné sloveso, sú pomocou externej funkcie normalizované a následne
povaºované za výsledok normalizácie celého predikátu. Na zrobustnenie algoritmu je tieº
modelovaná kontrola, £i sa pred identiﬁkovaným slovesom nenachádza aj ur£itý alebo neur-
£itý £len, ktorý by zo slovesa robil podstatné meno, £o by síce v prípade bezchybného PoS
zna£kova£a nasta´ nemalo, ale v praxi sa dá stretnú´ s obdobne chybnými identiﬁkáciami.
Vstup : predikát ur£ený na normalizáciu
Výstup: normalizovaný predikát
def normalizePredicate(predicate):
predicate = predicate.replace([won't, can't, n't ], // nahradenie skra-
[will not, cannot,  not ]) // tenych negacii za ich rozvite formy
words = tokenize(predicate) // tokenizacia
tags = pos(words) // detekcia PoS znaciek k slovam
normalized = None
for (i = 0; i < words.length(); i++) :
if i > 0 and (words[i - 1] in [a, the]) :
continue // za clenom vzdy nasleduje podstatne meno
if tags[i] in ['MD', 'VB', 'VBD', 'VBG', 'VBN', 'VBP', 'VBZ'] :
normalized = normalizeVerb(words[i]) // normalizacia slovesa
return normalized
Algoritmus 2: Pseudokód algoritmu na normalizáciu predikátu.
V uvedenom algoritme sa spomína aj externá funkcia normalizeVerb() na normalizáciu
jedného slovesa. Anglický jazyk rozli²uje iba medzi pravidelnými slovesami, ktoré vzniknú
pripojením prípony -ed, a nepravidelnými slovesami, ktorých je kone£ný po£et. V¤aka tomu
je moºné túto externú funkciu jednoducho realizova´ s vyuºitím manuálne zostavenej ta-
bu©ky na normalizáciu nepravidelných slovies.
3.7 Analýza extrakcií
Získané n-tice je potrebné ¤alej analyzova´ za ú£elom nadobudnutia dopl¬ujúcich zna-
lostí o týchto extrakciách, pretoºe sprístupnia QA systému pracujúcemu s týmto obsahom
uloºeným vo vedomostnej databáze dodato£né informácie umoº¬ujúce lep²iu ²peciﬁkáciu
dotazov, £o je predpoklad aj pre presnej²ie odpovede.
3.7.1 Ur£ovanie typu frázy
Jednou z takýchto analýz je ur£ovanie typu frázy, ktoré umoºní zaradi´ frázu na základe
toho £i pojednáva o osobe, mieste, veci alebo £asovom údaji. Tieto informácie môºu by´
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¤alej vyuºité na zodpovedanie otázok typu Kto?, o?, Kde? alebo Kedy? a preto navrhnuté
kategórie boli nazvané ako niekto, nie£o, niekde, resp. niekedy.
Navrhnutý algoritmus 3 sa zameriava na rozlí²enie práve prvých dvoch z týchto kategórií,
pri£om ve©mi podobne je moºné realizova´ aj odlí²enie kategórie niekde. Zárove¬ v²ak túto
kategóriu spolu s kategóriou niekedy je moºné realizova´ aj za pouºitia regulárnych výra-
zov, ke¤ºe moºné spôsoby vyjadrenia miesta a £asu sú v anglickom jazyku z ve©kej £asti
predvídate©né a vo vä£²ine prípadov obsahujú opakujúce sa k©ú£ové predloºky alebo ¤al²ie
²peciﬁcké slová.
Algoritmus 3 prijíma ako svoj vstup ©ubovo©nú frázu, ktorú následne roztokenizuje a pre
jednotlivé tokeny ur£í slovné druhy. Potom cez tieto usporiadané ozna£ené tokeny prechádza
tak, ºe sa snaºí identiﬁkova´ vhodných kandidátov na ur£enie typu, a to konkrétne podstatné
mená. Pri ur£ovaní kandidátov vychádza z predpokladu, ºe práve podstatné mená sú jadrom
frázy obsahujúcej podmet, resp. predmet a nie ojedinele sú tvorené postupnos´ou tohoto
slovného druhu. Preto sa najprv snaºí navrhovaný algoritmus objavi´ prvé podstatné meno
a následne uklada´ v²etky kandidátne slová tvorené postupnos´ou podstatných mien aº do
preru²enia tejto postupnosti. peciﬁckým prípadom je token 's vyjadrujúci privlast¬ovací
vz´ah vzh©adom na ¤al²iu £as´ frázy, a preto v prípade jeho objavenia za£ína proces h©adania
kandidátov nanovo, av²ak tentokrát sú vynechávané pri h©adaní prvého kandidáta iba slová
vyjadrujúce jeho kvalitatívne vlastnosti.
Po zostavení mnoºiny kandidátov, u ktorých je predpoklad, ºe pomenúvajú alebo rozví-
jajú tú istú osobu, resp. nie£o, je vyuºitá databáza WordNet. Nad kaºdým z týchto slov je
vytvorený tranzitívny uzáver jeho hyperným, pri£om sa snaºí nájs´ ²peciﬁcké hypernymum
living_thing ozna£ujúce ºivú bytos´ alebo object pomenúvajúce vä£²inu £lenov kategórie
nie£o. Na záver je porovnaný po£et kandidátov, ktorý spadajú do kaºdej z týchto kategórií
a v prípade, ºe po£et kandidátov ozna£ujúcich ºivú bytos´ prevý²i druhú kategóriu, je daná
fráza prehlásená za typ niekto. Po vylú£ení, ºe fráza nie je ani typu niekde alebo niekedy je
moºné o tejto fráze ¤alej prehlási´, ºe s najvä£²ou pravdepodobnos´ou spadá do kategórie
nie£o.
Obr. 3.3: Príklady analýzy problematických fráz algoritmom 3.
Obrázok 3.3 názorne ilustruje priebeh analýzy niektorých problematických fráz, ktoré
by mohli by´ vstupom do vy²²ie uvedeného algoritmu 3. Pod slovom kaºdej frázy je £iarou
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Vstup : fráza ur£ená na analýzu
Výstup: typ podmetu  niekto alebo nie£o
def detectType(phrase):
words = tokenize(phrase) // tokenizacia
tags = pos(words) // detekcia PoS znaciek k slovam
nouns = [] // zoznam kandidatov na urcovanie typu
ﬁrstpass = True // urcuje ci ide o prvy priechod cez cyklus
i = 0
// najprv vyhladame vsetkych vhodnych kandidatov na urcovanie typu
while i < words.length() and (ﬁrstpass or (tags[i] == 'POS')) :
if tags[i] == 'POS' : // 's hladanie vynuluje
nouns = []
if ﬁrstpass : // v prvom priechode hladame prve podst. m.
while i < words.length() and tags[i] not in ['NN','NNS','NNP','NNPS'] :
i += 1
else: // v druhom priechode preskakujeme iba vlastnosti pods.m.
while i < words.length() and tags[i] in ['CC', 'JJ', 'JJR', 'JJS', 'PRP',
'PRP$'] :
i += 1





// hodnotenie typov jednotlivych slov
score = {'something': 0, 'somebody':0}
for w in nouns.reversed() :
candidades = WordNet.getNouns(w) // zoznam pods.m. pre w vo WordNet
for c in candidates :
hypernyms = WordNet.hypernymClosure(c)
// tranzitivny uzaver nad hypernymami kandidata
if living_thing in hypernyms :
score['somebody'] += 1
elif object in hypernyms or abstraction in hypernyms :
score['something'] += 1
// typ s vacsim hodnotenim je vysledok
return (score['somebody'] > score['something']) ? somebody : something
Algoritmus 3: Pseudokód algoritmu na ur£ovanie typu frázy.
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ozna£ené, ak algoritmus prechádzal cez dané slovo. V prípade, ºe ho presko£il, je toto slovo
pod£iarknuté £iernou £iarou. V prípade, ºe toto slovo bolo vyhodnotené ako kandidátne,
teda ozna£ené jednou zo zna£iek patriacej slovnému druhu podstatné meno, je takéto slovo
pod£iarknuté na modro a pod ním zapísaný typ, ktorý mu bol na základe hypernymového
uzáveru pridelený. V prípade, ºe sa nepodarilo ur£i´ typ podstatného mena, je pod týmto
slovom otáznik. ervenou farbou je ozna£ený chybne detegovaný typ alebo v prípade £erve-
nej £iary ide o miesto vynulovania kandidátneho zoznamu a slová, ktoré boli z tohoto dôvodu
zo zoznamu kandidátnych odstránené, sú pod£iarknuté hnedou farbou. Za kaºdou frázou je
²ípka, za ktorou je uvedený výsledný ur£ený typ frázy, modrou farbou ak bol detegovaný
správne a £ervenou nesprávne.
Na prvom príklade francúzskeho akademického maliara z prvej polovice 19. storo£ia,
ktorého meno je Paul Delaroche, vidíme, akým spôsobom je vyhodnocované meno osoby,
pri ktorom je beºné krstné meno identiﬁkované ako nie£o a priezvisko je pre databázu
WordNet neznáme. V¤aka správnemu ozna£eniu krstného mena je celá fráza vyhodnotená
správne, teda ako niekto. Problém môºe nasta´ v prípade nosite©ov exotickej²ích mien, ako
napríklad £ínskeho diktátora menom Mao Ce-tung (angl. Mao Zedong), kde sú obe £asti
tohoto mena pre databázu WordNet neznáme, £o vedie k ur£eniu typu frázy ako nie£o.
Vo vä£²ine prípadov v²ak postupnos´ neznámych podstatných mien ozna£uje naozaj práve
objekty, £o je aj prípad správne detegovaného názvu istého, pre WordNet neznámeho, druhu
nemeckej klobásy uvedeného ako jeden z príkladov.
asto sa pred menom osoby nachádza aj povolanie, ktoré je ©ahko detegované ako niekto,
£o vo vä£²ine prípadov vedie k správnej detekcii fráz ako napríklad leader Zedong, kde
je uvedené priezvisko neznáme pre sie´ WordNet ale slovo leader je správne ur£ené ako
osoba. Ojedinelý problém môºe nasta´ pokia© má  v tomto prípade  meno, £i uº krstné
alebo priezvisko, význam aj ako beºný objekt. Príkladom môºe by´ meno známeho herca
Foresta Whitakera, ktorého krstné meno v angli£tine tieº znamená les.
al²ím fenoménom zachyteným na druhom príklade Art of Paul Delaroche, ktorý
môºe predstavova´ podmet a zárove¬ za£iatok nejakej vety, je, ºe v prípade dlh²ích slovných
spojení, ktoré obsahujú spojky alebo predloºky, sa analýza môºe zastavi´ uº na za£iatku
tohoto pomenovania a ur£i´ správny typ frázy. Toto sa týka vä£²iny názvov in²titúcií, ale
£asto sa tieº vz´ahuje na pomenovania významných diel a podobne. Na tre´om riadku ob-
rázka 3.3 je uvedený pravdepodobne najkomplikovanej²í príklad, ktorý ilustruje fakt, ºe aj
ke¤ je kandidátna mnoºina ur£ená na detekciu uº zostavená, v prípade, ºe po nej nasleduje
token 's, je potrebné spusti´ h©adanie kandidátov nanovo.
3.8 Reprezentácia dát pomocou RDF
Po tom, ako jednotlivé stanice výpo£tového klastra dokon£ia v²etky výpo£tovo náro£né
operácie zahr¬ujúce extrakciu faktov a ich pre£istenie, je moºné výsledky ich £innosti uloºi´
do distribuovaného databázového servera, ktorý bude pri ¤al²om vyuºívaní vyhodnocova´
dotazy mierené do rozsiahlej vedomostnej databázy rýchlej²ie ako jednoduchý databázový
server na jednej stanici. Ke¤ºe spracované extrakcie majú tvar n-tíc, v ktorých vystupujú
entity a relácie, jednou z najvýhodnej²ích známych technológií na ich uloºenie a ¤al²iu
efektívnu prácu s nimi je databáza podporujúca formát RDF a dotazovací jazyk SPARQL,
z ktorých bude prvá technológia predstavená v zvy²ku tejto sekcie a druhá v podsekcii 4.1.3
nasledujúcej kapitoly týkajúcej sa implementácie.
Ako uº bolo nazna£ené, v súvislosti s problémom extrakcie informácií automaticky vzniká
otázka, ako tieto získané informácie vhodne uchova´. Ke¤ºe predmetom záujmu je oblas´,
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v ktorej prichádza k ve©mi dynamickému meneniu poºiadaviek na to, aké vz´ahy sa chcú mo-
delova´, a vlastnosti, ktoré je potrebné uchováva´ vzh©adom na rozli£ný kontext ich pôvodu,
je potrebné pracova´ s dostato£ne ﬂexibilnými technológiami umoº¬ujúcimi bezproblémovo
reagova´ na poºiadavky výskumníkov v priebehu zdokona©ovania systémov, ktoré vyvíjajú.
RDF (Resource Description Framework) je sada ²peciﬁkácií navrhnutých orga-
nizáciou W3C zameraná na modelovanie informácií prostredníctvom orientovaných grafov
tak, aby boli £itate©né ©udsky a zárove¬ aj strojovo [24]. K tomu vyuºíva trojice subjekt 
predikát  objekt, ktoré popisujú orientované vz´ahy medzi dvoma entitami prostredníctvom
vz´ahu ur£eného predikátom.
Na rozdiel od konven£ných rela£ných databáz, kde sú dáta v tabu©kách identiﬁkova-
te©né na základe primárnych k©ú£ov, v prípade RDF sú entity v subjekte ur£ené pomocou
URI (Uniform Resource Identiﬁer), ktorý predstavuje jedine£ný identiﬁkátor ozna-
£ujúci kaºdú vystupujúcu entitu. Niekedy je v²ak vhodnej²ie vyuºi´ tzv. anonymné uzly,
ktoré tento explicitne zvolený názov dôleºitý pre ¤al²iu doh©adate©nos´ zámerne zanedbá-
vajú a nechávajú na pouºitom interpreteri jazyka aby vygeneroval náhodný identiﬁkátor.
al²ou odli²nos´ou od dát uloºených v populárnych rela£ných databázach je moºnos´ ich
heterogenity. V databázach, kde sú informácie organizované v tabu©kách, je nutné, aby mali
v²etky záznamy identický po£et vlastností. Reprezentácia RDF v²ak umoº¬uje ove©a ﬂexi-
bilnej²í popis zdrojov, a to na základe iba tých vlastností, ktoré sa daného zdroja naozaj
týkajú.
Na vyjadrenie predikátu sa URI vyuºíva taktieº, av²ak rozdiel oproti zdroju je ten,
ºe musí ma´ jasne ²peciﬁkovanú sémantiku, ktorá sa za daným vz´ahom skrýva. Ako obsah
objektu pravej £asti trojice je moºné jednak vyuºi´ URI referenciu na iný zdroj, alebo tzv. li-
terál reprezentovaný re´azcom. Tento literál môºe by´ ur£itého dátového typu, ako napríklad
£íslo alebo pravdivostná hodnota, je ho v²ak tieº moºné ozna£i´ volite©ným identiﬁkátorom
konkrétneho jazyka, ku ktorému sa vz´ahuje.
3.8.1 RDF syntax
Na popis zdrojov v jazyku RDF sa pouºívajú 2 základné typy notácie, a to akoXML/RDF,
kde sú dáta serializované vo formáte XML, alebo ako varianty Notation3 ur£eného na kom-
paktný zápis trojíc. V prípade druhej uvedenej notácie ide o zápis, ktorý navrhol vynálezca
webu Sir Tim Bernes-Lee a zah¯¬a tieº funkcie z predikátovej logiky prvého rádu. Jej nevý-
hodou je v²ak pomalé spracovanie, a tak bola vytvorená syntax Turtle , ktorá je podmnoºi-
nou funkcionality poskytovanej Notation3 a podporuje jednoduchý, kompaktný a £itate©ný
zápis. al²ou variantou, ktorá vznikla ako podmnoºina vyjadrovacích schopností Turtle je
N-Triples, ktorá odstra¬uje moºnosti kompaktného zápisu a vedie k vyjadrovaniu pomo-
cou explicitne zapísaných trojíc umoº¬ujúcich rýchlej²ie spracovanie systémovými nástrojmi
alebo zabezpe£uje vy²²í kompresný pomer [25].
Príklad zápisu osoby porovnávajúci syntax XML/RDF, Turtle a N-Triples je uvedený
ako kód 3.1. V druhých dvoch prípadoch sa URI zapisuje medzi dvojicou symbolov < a >
a jednotlivé trojice sú ukon£ené pomocou bodky. V syntaxi Turtle je umoºnené pouºi´
symbol ; na oddelenie viacerých vlastností týkajúcich sa rovnakého popisovaného zdroja.
<?xml ve r s i on=" 1 .0 " encoding="utf−8"?>
<rd f :RDF xmlns : abc="nul : // example/ people#"
xmlns : adama="nul : // example/ people#adam"
xmlns : rd f="http ://www.w3 . org /1999/02/22− rdf−syntax−ns#">
<rd f : Des c r ip t i on rd f : about="nul : // example/ people#adam">
<abc : hasName>Adam Adamcek</abc : hasName>
25
</rd f : Descr ipt ion>
<rd f : Des c r ip t i on rd f : about="nul : // example/ people#adam">
<abc : bornIn rd f : r e s ou r c e="nul : // example/ c oun t r i e s#Slovak ia "/>
</rd f : Descr ipt ion>
<rd f : Des c r ip t i on rd f : about="nul : // example/ people#adam">
<rd f : type rd f : r e s ou r c e="nul : // example/ people#Person"/>
</rd f : Descr ipt ion>
</rd f :RDF>
−−
<nul : // example/ people#adam> <abc : hasName> "Adam Adam£ek" ;
<abc : bornIn> <nul : // example/ c oun t r i e s#Slovakia >;
<rd f : type> <nul : // example/ people#Person >.
−−
<nul : // example/ people#adam> <abc : hasName> "Adam Adam£ek" .
<nul : // example/ people#adam> <abc : bornIn> <nul : // example/ c oun t r i e s#Slovakia >.
<nul : // example/ people#adam> <rd f : type> <nul : // example/ people#Person >.
Kód 3.1: Príklad osoby zapísanej postupne v syntaxi XML/RDF , Turtle a N -Triples.
3.8.2 Návrh modelu databázy
Formát RDF priná²a ²peciﬁcký spôsob uloºenia dát, a preto je potrebné vedie´ nielen
identiﬁkova´ správne informácie, ktoré máme záujem uchováva´, av²ak aby s nimi bolo moºné
aj ¤alej pracova´ a ©ahko naprie£ nimi vyh©adáva´, je v prvom rade potrebné navrhnú´
²truktúry, ktorými budú reprezentované.
Obrázok 3.4 zobrazuje objekty, ktoré je potrebné vytvori´ za ú£elom reprezentovania
v²etkých £astí extrakcií, a ich atribúty, ktorých úlohou je zachyti´ vlastnosti týchto extrakcií
a kaºdej jej komponenty. V modeli vystupujú tri typy objektov  trojica, zdroj a predikát.
Tak ako je uvedené v podsekcii 3.8 predchádzajúcej kapitoly, kaºdý z týchto objektov je
reprezentovaný unikátnym identiﬁkátorom URI, ku ktorému sú prostredníctvom vopred vy-
²peciﬁkovaných atribútov uvedených v danom obrázku pripojené hodnoty týchto atribútov.
Obr. 3.4: Objekty databázy navrhovaného systému a ich vlastnosti, ktoré je potrebné mo-
delova´ pomocou jazyka RDF.
Trojica (triple) reprezentuje extrakciu ako kombináciu ¤al²ích objektov, z ktorých sa
skladá. Dve rôzne extrakcie by sa mali zobrazi´ na rovnaký objekt trojice práve ke¤ sa
skladajú z rovnakých £astí. Prostredníctvom relácie hasSubject je pripojený objekt zdroj
reprezentujúci prvú £as´ tejto trojice  podmet, rovnaký typ objektu je vyuºitý aj na pri-
pojenie predmetu pomocou relácie hasObject a tieº volite©nej dodato£nej £asti extrakcie cez
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reláciu hasAddition. Prostredníctvom relácie hasPredicate je pripojený objekt typu predicate
reprezentujúci £as´ s prísudkom. Ohodnotenie extrakcie reprezentované reálnym £íslom je
pripojené cez vz´ah hasScore. Ako uº bolo na£rtnuté, pôvodná extrakcia sa mohla sklada´
nielen z troch, ale aj viacerých £astí, z ktorých v ¤al²ích krokoch postupu je tento po£et
zredukovaný na najviac ²tyri £asti a táto ²tvrtá £as´ je ozna£ovaná ako doplnok. To, £i sa
vyskytuje ako sú£as´ ur£itej extrakcie je vyjadrené boolovskou hodnotou cez vz´ah isQu-
adruple. Ako bolo spomenuté v podsekcii 3.6.1 o £istení získaných extrakcií, n-tice, ktoré
obsahujú prira¤ovacie spojky, je moºné rozgenerova´ na viacero n-tíc. Takto vzniknuté nové
n-tice potom v na²om modeli odkazujú na pôvodnú n-ticu prostredníctvom relácie isDeriva-
teOf. Ak novovzniknutá n-tica bola vygenerovaná kvôli spojke or, je tieº pozitívne nastavený
boolovský príznak cez vz´ah containsMay.
al²ím typom objektu je zdroj (resource), ktorý reprezentuje akúko©vek frázu okrem
predikátu n-tice. Prostredníctvom relácie hasString je k tomuto objektu pripojený samotný
textový obsah. Podsekcia 3.7.1 sa venovala analýze fráz extrakcií a ur£ovania ich typov.
Tento výsledok je moºné pripoji´ k objektu reprezentujúcemu zdroj prostredníctvom relácie
isTypeOf. Rovnako je v²ak moºné túto reláciu vyuºi´ aj na pripojenie informácie o tom,
£i fráza reprezentuje £as alebo miesto, ak je moºné získa´ aj takýto poznatok zo zdrojovej
frázy.
Posledný typ objektu reprezentuje predikát (predicate) trojice. Jeho textový obsah
je rovnako ako pri type zdroj pripojený prostredníctvom vz´ahu hasString. al²ia informá-
cia, ktorú je moºné pripoji´ prostredníctvom relácie hasNormalizedForm je normalizovaná
podoba hlavného slovesa obsiahnutého v tomto predikáte. Pomocou vz´ahu hasNegation
je taktieº moºné pripoji´ prostredníctvom boolovskej hodnoty aj informáciu o tom, £i je
predikát vyjadruje negáciu alebo nie.
Je vhodné uvies´, ºe v²etky ne²tandardné typy pouºité v návrhu je v jazyku RDF moºné
reprezentova´ typom literál. Identiﬁkátory objektov je samozrejme nutné reprezentova´ RDF
typom URI, ktorý musí by´ zo samotnej podstaty unikátny.
3.9 Prezentácia získaných dát
Na záver je potrebné disponova´ rozhraním, ktoré umoºní pouºívate©om systému ©ahko
prehliada´ obsah zostavenej databázy so získanými extrakciami a zostavova´ nad touto data-
bázou dotazy s cie©om zodpovedania ich otázok. Na tento ú£el je vhodné navrhnú´ intuitívne
webové rozhranie  tzv. front-end, prístupné cez ©ubovo©ný moderný webový prehliada£,
prostredníctvom ktorého budú ma´ títo pouºívatelia moºnos´ ²peciﬁkova´ svoje dotazy na
tzv. back-end komunikujúci s databázou extrakcií a výsledky im budú vo vhodnej forme
okamºite prezentované.
Jedna z moºností je navrhnutie rozhrania fungujúceho na princípe QA systému popisova-
ného v kapitole 1. Vytvorenie takéhoto rozhrania schopného pochopi´ vo©ne zadanú otázku
v prirodzenom jazyku, transformova´ ju na správnu ²truktúru dotazu, následne získa´ zo-
znam výsledkov z databázy a tie vhodne interpretova´ a zostavi´ do výslednej odpovede v²ak
na rozumne pouºite©né fungovanie vyºaduje ¤al²ie zna£né mnoºstvo krokov a ide o ¤al²iu
ve©mi rozsiahlu oblas´ výskumu. Preto na ú£ely tejto práce bude navrhnuté rozhranie, ktoré
bude síce ove©a menej automatizované, a tak pravdepodobne nebude úplne vhodné na pou-
ºívanie akýmko©vek beºným pouºívate©om, ale z h©adiska moºností, ktoré poskytne, umoºní
výskumníkovi pracujúcemu s týmto systémom v kone£nom dôsledku ove©a vä£²iu kontrolu
a preh©ad nad dotazmi a ich vyhodnotením.
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Na obrázku 3.5 je zobrazený návrh webového pouºívate©ského rozhrania, ktoré by malo
vykonáva´ vy²²ie popisovaný zámer. Ako vidíme, pouºívate© by mal moºnos´ vo©by me-
dzi zjednodu²eným rozhraním, ktoré by plnilo ú£el QA systému, a manuálnym rozhraním,
ktoré by umoºnilo ove©a podrobnej²ie ²peciﬁkova´ dotaz smerujúci na back-end. Po stla£ení
tla£idla ur£eného na spustenie vyh©adávania by sa mala zobrazi´ tabu©ka, v ktorej budú














V tejto kapitole si predstavíme technológie zvolené pre vytvorenie výsledného systému
a ukáºeme, ako zapadajú do ná²ho návrhu. Taktieº budú uvedené dôvody, pre ktoré boli
jednotlivé technológie zvolené. Úplne nakoniec budú spomenuté problémy, s ktorými som sa
v priebehu implementácie stretol a bolo ich potrebné vyrie²i´.
4.1 Pouºité technológie
V tejto sekcii sú predstavené technológie, ktoré boli vyuºité na implementáciu a spre-
h©adnenie vývoja, uvedené v prípade základných komponent rie²enia spolu aj so spôsobom
ich pouºitia. Ku kaºdej technológii sú uvedené jej výhody a prípadne nevýhody, ktoré vzh©a-
dom na rie²ený problém poskytujú.
4.1.1 Skriptovacie jazyky Bash, Python a systém správy verzií Git
Ke¤ºe samotné rie²enie pozostáva z viacerých systémov tretích strán, ktoré bolo treba
postupne automatizovane vyuºíva´, na dosiahnutie ná²ho zámeru boli zvolené skriptovacie
jazyky Bash a Python.
Skriptovací jazyk Bash je jazyk interpretovate©ný v rovnomennom príkazovom proce-
sore vytvorenom pre interakciu pouºívate©ov s opera£ným systémom Unix ako tzv. shell. Bol
vyvinutý pre Projekt GNU ako shell re²pektujúci ²tandard POSIX, ale zárove¬ podporujúci
viacero roz²írení, ktoré zjednodu²ujú jeho pouºívanie. V rámci implementa£nej £asti tejto
práce bol zvolený najmä na vytváranie skriptov týkajúcich sa automatizovanej práce s vý-
po£tovým klastrom, ako napríklad distribúcia £i agregácia súborov, monitorovanie beºiacich
procesov a na zjednodu²ené spú²´anie vlastných skriptov napísaných v jazyku Python [26].
Jazyk Python je vysokoúrov¬ový interpretovaný programovací jazyk kompilovaný ²tan-
dardne do medzikódu, ktorý bol vybraný hne¤ z nieko©kých dôvodov. Podporuje objektovo
orientované, funkcionálne programovanie s automatickou správou pamäte a silným ale dy-
namickým typovaním, a tak na rozdiel od roz²írenej²ích jazykov, ako napríklad C/C++,
je v ¬om moºný ove©a rýchlej²í a pohodlnej²í vývoj. Mnoºstvo vysokoúrov¬ových dátových
typov, ktoré poskytuje, je mimoriadne ú£elné pri práci s textom. Najvä£²ou výhodou, ktorú
v²ak priná²a, je nespo£etné mnoºstvo uº existujúcich rie²ení vo forme roz²írení a vo©ne
dostupných skriptov z mnohých repozitárov [27]. Navy²e, ide o ve©mi ob©úbenú a £astú
vo©bu v komunite spracovania prirodzeného jazyka, a tak, ak existuje program z oblasti
NLP napísaný aj v inom programovacom jazyku, £asto sa dá nájs´ wrapper priná²ajúci jeho
pythonovské rozhranie.
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Na preh©adnú organizáciu súborov a uchovávanie zmien bol v rámci dodrºiavania dob-
rých vývojárskych praktík pouºívaný systém správy verzií Git . Tento systém, ktorý bol
vyvinutý tvorcom opera£ného systému Linux, kladie dôraz na rýchlos´, opatrenia zais´ujúce
integritu dát a podporu distribuovaného a nelineárneho vývoja. V dne²nej dobe patrí medzi
najpopulárnej²ie vo©by pri spolupráci na slobodnom softvéri [28]. Jeho pouºívanie umoºnilo
udrºiava´ preh©ad o zmenách vykonaných v implementovaných súboroch tejto práce, v¤aka
£omu bolo moºné rýchlej²ie odha©ova´ novovzniknuté chyby po£as vývoja a experimento-
vanie s viacerými spôsobmi implementácie niektorých £astí. V¤aka vyuºívaniu cloudového
úloºiska bolo tieº zabezpe£ené automatické zálohovanie rie²enia v prípade nepredvídate©-
ných porúch hardvéru, na ktorom bola práca vyvíjaná.
4.1.2 Formát JSON
JavaScript Object Notation, skrátene JSON , je otvorený ²tandard vyuºívajúci £i-
tate©ný text na serializáciu dátových objektov pozostávajúcich z vlastností a ich zodpove-
dajúcich hodnôt.
Medzi jeho najvä£²ie výhody okrem aj pre £loveka ©ahko £itate©ného zápisu patrí ne-
závislos´ na pouºitej platforme a v porovnaní so zna£kovacím jazykom XML zvy£ajne vý-
razne men²ia ve©kos´ dát potrebná na popis rovnakého obsahu, ktorý sa £asto vyuºíva pri
asynchrónnej komunikácii klienta a servera. Medzi moºné nevýhody patrí absencia názvos-
loví a formálneho popisu gramatiky dokumentu £i neefektívne kódovanie binárnych dát [29].
Formát JSON ignoruje biele znaky a rozli²uje 6 základných dátových typov [30]:
 £íslo  £ísla v desiatkovej sústave s moºným znamienkom, desatinnou £as´ou alebo
v exponenciálnej forme
 re´azec  ©ubovo©ne dlhá postupnos´ Unicode znakov s podporou tzv. escape sekvencií
medzi dvojicou znakov "
 boolovská hodnota  bu¤ true alebo false
 pole  ©ubovo©ne dlhá zoradená postupnos´ ©ubovo©ných dátových typov zapísaná
medzi dvojicou znakov [ a ]
 objekt  nezoradená kolekcia dvojíc atribút:hodnota zapísaná medzi dvojicou zna-
kov { a }, kde atribút je reprezentovaný re´azcom a hodnotou môºe by´ ©ubovo©ný
dátový typ
 prázdna hodnota  reprezentovaná slovom null
Spôsob zápisu v tomto formáte je demon²trovaný na niº²ie uvedenom kóde 4.1, ktorý
ukazuje príklad uloºenia vety po rozdelení na tokeny a ur£ení ich slovných druhov.
{
' s co r e ' : 0 . 73 ,
' token ized ' : true ,
' words ' : [
{ ' token ' : 'Eve ' , ' tag ' : 'NNP' } ,
{ ' token ' : ' gave ' , ' tag ' : 'VBD' } ,
{ ' token ' : 'Adam ' , ' tag ' : 'NNP' } ,
{ ' token ' : ' a ' , ' tag ' : 'DT' } ,
{ ' token ' : ' red ' , ' tag ' : ' JJ ' } ,




Kód 4.1: Príklad uloºenia analyzovanej vety vo formáte JSON.
4.1.3 Dotazovací jazyk SPARQL
SPARQL (SPARQL Protocol and RDF Query Language) [31] je jazyk ur£ený
na dotazovanie databázových serverov podporujúcich formát RDF a manipuláciu v nich
uloºených trojíc. Tento dotazovací jazyk, ktorého najnov²ia ²peciﬁkácia verzie 1.1 vy²la
v marci roku 2013, priná²a oproti tradi£nému jazyku SQL výhodu v jasnej²ej reprezentácii
vyjadrovaného dotazu v súvislosti s pouºívate©ovým chápaním danej oblasti záujmu. Dotazy
v SQL reﬂektujú ²peciﬁckú ²truktúru rela£nej databázy a ako sú v nej dáta v tabu©kách
uloºené, pri£om dotazy v SPARQL cielené na entity a súvislosti medzi nimi sa dajú vyjadri´
v ove©a prirodzenej²ej forme pre ©udské chápanie [32].
Formát SPARQL dotazu
truktúra beºného SPARQL dotazu je zobrazená na obrázku 4.1. Takýto dotaz obsa-
huje vo svojom úvode deklaráciu skrátených výrazov pre preﬁxy, ktoré sa v zvy²ku správy
opakujú v URI identiﬁkátoroch zdrojov. Po nich, za k©ú£ovým slovom SELECT nasleduje
vymenovanie premenných, ktorých obsahy budú uvedené vo výslednej odpovedi k tomuto
dotazu. K©ú£ové slová FROM umoº¬ujú uvies´ obmedzenia na zdrojové grafy, z ktorých budú
































Obr. 4.1: truktúra beºného SPARQL dotazu [33].
as´ WHERE obsahuje samotné telo s podmienkami dotazu obsahujúcimi premenné za-
£ínajúcimi symbolom ?. Pri preh©adávaní RDF databázy sa na tieto premenné nadväzujú
rôzne dostupné hodnoty tak, aby platilo toto telo s podmienkami ako celok. Pokia© sa tak
stane, je pod©a aktuálne naviazaných hodnôt v premenných zostavený záznam odpovede,
ktorý bol ²peciﬁkovaný vy²²ie v £asti SELECT.
Pri zápise podmienok sa vyuºíva notácia ve©mi podobná syntaxi Turtle predstavenej
v sekcii 3.8.1. Podmienky je moºné zoskupova´ pomocou symbolov { a }, na konjunkciu
slúºi operátor bodka. Pomocou k©ú£ového slova OPTIONAL je moºné pokúsi´ sa pripoji´
podmienku uvedenú na pravej strane k podmienke pripojenej na ©avej strane, av²ak tak,
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aby to vyhodnotenie podmienky na©avo neovplyvnilo. Operátor UNION slúºi na zlú£enie
výsledkov a MINUS na odstránenie výsledkov, ktoré sú získané podmienkou na pravej strane
tohoto operátora.
Ve©mi uºito£ná je ²peciálna podmienka FILTER(výraz), ktorá umoºní redukciu poten-
ciálnych výsledkov iba na tie, pre ktoré sa výraz vyhodnotí ako pravdivý. V rámci výrazu je
moºné vyuºíva´ rôzne logické operátory a podporné funkcie, ktoré v²ak sú závislé na podpore
zo strany samotného databázového systému. Medzi najuºito£nej²ie ²tandardne podporované
funkcie patria testy uzlov na to, £i sú ur£itého dátového typu, alebo testovanie obsahov li-
terálov na základe kritérií ²peciﬁkovanými regulárnymi výrazmi.
Závere£ná £as´ k©ú£ových slov modiﬁkuje zoznam výsledkov zoradením, obmedzením
ich po£tu, zoskupovaním a podobne. Za zmienku stojí tieº uºito£ná varianta dotazu, ktorá
namiesto slova SELECT vyuºíva k©ú£ové slovo ASK. V tomto prípade je odpove¤ou na dotaz
true ak existuje neprázdny zoznam výsledkov, v opa£nom prípade systém odpovie hodnotou
false.
4.1.4 Decipher NER
Nástroj Decipher NER je vyvíjaný Ing. Lubomírom Otrusinom a kolektívom na Fa-
kulte informa£ních technologií VUT v Brne v rámci projektu Decipher [34]. Primárna úloha
tohoto nástroja fungujúceho na princípe preﬁxových stromov a kone£ných automatov vyh©a-
dávajúcich v jeho znalostnej databáze je rozpoznávanie pomenovaných entít, ktoré bolo uº
spomínané v podsekcii 2.2.2. Zvláda v²ak tieº jednoduchú rezolúciu zámen, £o je v kombiná-
cii s rýchlos´ou, ktorú ponúka, a podporou prúdového spracovania textu ove©a uºito£nej²ie
rie²enie ako iné nástroje poskytujúce obdobnú funkcionalitu. Medzi jeho nevýhody v²ak (as-
po¬ momentálne) patrí neschopnos´ rezolúcie iných slovných druhov ako zámen a nie príli²
ojedinelá chybná identiﬁkácia niektorých entít, ktorá sa dá £iasto£ne vyrie²i´ ¤al²ím roz²í-
rením jeho znalostnej databázy. Nástroj je v²ak stále vo vývoji, a tak sa dá predpoklada´,
ºe s jeho ¤al²ími verziami budú mnohé jeho nedostatky odstránené.
Nástroj Decipher NER rozpoznáva aktuálne nasledujúcich 15 pomenovaných entít, ku







 forma vizuálneho umenia
 médium vizuálneho umenia
 ºáner vizuálneho umenia






4.1.5 Nástroj na extrakciu faktov Open IE
Na extrakciu faktov z £astí korpusu nachádzajúcich sa na jednotlivých serveroch vý-
po£tového klastra bol zvolený nástroj s názvom Open IE, ktorého zdrojové kódy sú vo©ne
dostupné na internete pod licenciou University of Washington Academic License [35].
Open IE prijíma vety na spracovanie na ²tandardnom vstupe, pri£om na kaºdom riadku
o£akáva práve jednu. V prípade, ºe je program spustený s prepína£om --split, je moºné
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zadáva´ aj vä£²ie bloky textu obsahujúce viacero viet, pri£om program sa ich pokúsi sám
pred spracovaním rozdeli´. Jedna z moºností je spustenie tohoto extraktora aj na konkrétny
súbor, av²ak kvôli tomu, ºe samotná doba spustenia tohoto programu po úplné na£ítanie jeho
vnútorných závislostí trvá zvy£ajne vy²e 2 minúty, takáto forma pouºívania na priebeºné
spracovávanie postupne vytváraných dát nie je príli² praktická.
Po vykonaní extrakcie nad jednotlivými vetami program opä´ vypí²e na ²tandardný vý-
stup analyzovanú vetu a po nej samotné získané extrakcie. Pomocou prepína£ov --binary,
--format simple a --format column je moºné ovplyvni´ formát výstupu, av²ak druhá
z moºností, ktorú program vyuºíva predvolene, je naj£itate©nej²ia a na ¤al²ie spracováva-
nie aj najvhodnej²ia. Ukáºka výstupu v tomto ²tandardnom formáte je uvedená ako kód 4.2.
>In paradise , Eve gave Adam a red apple and he was immediately tempted to eat
i t r i g h t the re .
In paradise , Eve gave Adam a red apple and he was immediately tempted to eat
i t r i g h t the re .
0 ,96 (Eve ; gave ; Adam; a red apple ; L : In parad i s e )
0 ,34 ( he ; was tempted ; to eat i t r i g h t the re ; T: immediately )
0 ,27 ( he ; to eat ; i t ; L : r i g h t the re )
Kód 4.2: Ukáºka ²tandardného formátu výstupu programu Open IE.
Ako je moºné vidie´ na vy²²ie uvedenom výstupe, formát kaºdej extrakcie má tvar
<score> (podmet; prísudok; predmet[; doplnok0..n]), kde <score> ohodnocuje danú
extrakciu na základe toho, za akú informa£ne prínosnú povaºuje extraktor túto extrakciu,
a môºe nadobúda´ reálne hodnoty z intervalu < 0, 1 >. Po£et doplnkov sa pohybuje naj-
£astej²ie v rozmedzí 0 aº 2, pri£om v týchto doplnkoch sa £asto objavujú frázy sprevádzané
preﬁxom T: alebo L:, ke¤ºe extraktor je schopný identiﬁkova´ výrazy vyjadrujúce £as, resp.
miesto a do zodpovedajúcich £astí n-tice ich patri£ne zazna£i´. Je vhodné tieº upozorni´ na
to, ºe formát tohoto výpisu môºe ojedinele spôsobi´ problémy, ak je na vstupe veta, ktorá
obsahuje symbol ;.
Jedným zo zaujímavých prepína£ov je tieº --ignore-errors, ktorý pod©a autorov prog-
ramu zabezpe£í beh extraktora aj po výskyte výnimky. V praxi sa ukázalo, ºe pouºívanie
programu na spracovanie ve©kého po£tu viet je bez tohoto prepína£a je zna£ne nestabilné,
a tak je jeho pouºitie nevyhnutné. Av²ak, aj ke¤ pri jeho pouºití po£et neo£akávaných ukon-
£ení výrazne klesne, nedá sa poveda´, ºe by im úplne zabránil. Preto je potrebné vytvori´
dodato£né mechanizmy na monitorovanie behu procesu tohoto programu a implementova´
vlastný spôsob zotavenia.
4.1.6 Syntaktické analyzátory CoreNLP a BLLIP
CoreNLP je sada nástrojov ur£ených na analýzu a spracovanie prirodzeného jazyka vy-
víjaných na Stanfordovej univerzite v Spojených ²tátoch amerických. Obsahuje prostriedky
na rozpoznávanie pomenovaných entít, rezolúciu koreferencie, analýzu sentimentu a ¤al-
²ie. Táto sada je vyvinutá v programovacom jazyku Java a licencovaná pod GNU General
Public Licence verzie 3 [36]. Medzi výhody tohoto rie²enia patria relatívne vysoká presnos´
výstupov a rôzne pokro£ilé moºnosti pouºitia, nevýhodou je v²ak zna£ná pomalos´. Pre
ú£ely tejto práce bolo zaujímavé, ºe tento nástroj poskytuje vä£²inu potrebných nástrojov
v jednom, a to menovite najmä vyspelú koreferenciu, rozpoznávanie pomenovaných entít,
syntaktický analyzátor s výstupom vo forme zloºkových deriva£ných stromov a ozna£ovanie
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slovných druhov. Av²ak po prvotnom experimentovaní sa zistilo, ºe pre ú£ely tejto práce
tento systém nie pre z výkonnostných dôvodov vhodnou vo©bou.
Ako alternatíva k potrebnej syntaktickej analýze bol objavený prehodnocovací syntak-
tický analyzátor BLLIP ²írený pod licenciou Apache 2.0, ktorý je schopný ove©a rýchlej²ej
analýzy, a dokonca podáva aj presnej²ie výsledky ako vy²²ie uvádzaná alternatíva. Bol vy-
vinutý na Brownovej univerzite a okrem uº spomínaných výhod je jeho ¤al²ou bezspornou
výhodou aj fakt, ºe ide o rie²enie dodávané ako roz²írenie pre jazyk Python [37].
4.1.7 Lingvistické kniºnice NLTK a Pattern
Ako uº bolo spomínané, jeden z dôvodov vo©by programovacieho jazyka Python je po-
pularita v rámci lingvistickej obce. Pre rie²enie tejto práce boli vyuºité moºnosti, ktoré
priná²ajú nasledujúce dve lingvistické kniºnice.
NLTK (Natural language toolkit) je sada kniºníc vyvinutých pre programovací ja-
zyk Python a dátových sád ur£ených na ²tatistické a symbolické spracovanie prirodzeného
jazyka. Bola vytvorená za ú£elom podpori´ výskum a výuku týkajúcu sa lingvistiky, kogni-
tívnych vied, strojového u£enia, získavania informácií a ¤al²ích podobných oblastí. Obsahuje
nástroje na klasiﬁkáciu, tokenizáciu, ur£ovanie slovných druhov, vytváranie stromových re-
prezentácií a mnohé ¤al²ie esenciálne pomôcky pri práci s textom. Táto sada je vydávaná
pod licenciou Apache 2.0 [38]. Medzi jej popredné schopnosti, s oh©adom na zameranie tejto
práce, patrí jednoduché rozhranie na prácu s databázou WordNet, ktorá bola predstavená
v sekcii 3.1.
Pattern je kniºnica pre jazyk Python ur£ená na dolovanie dát z webu, spracovanie priro-
dzeného jazyka, strojové u£enie £i vizualizáciu dát ²írená pod BSD licenciou. Bola vyvinutá
belgickým Výskumným Centrom Po£íta£ovej Lingvistiky a Psycholingvistiky a obsahuje
mnoºstvo nástrojov obsiahnutých aj v kniºnici NLTK, av²ak s menej pokro£ilou funkci-
onalitou. Toto obmedzenie sa pozitívne prejavuje výrazne vy²²ou rýchlos´ou vykonávania
niektorých úloh v porovnaní s vopred popisovanou kniºnicou. Jej ¤al²ou výhodou je ma-
nuálne zostavená databáza na £asovanie a normalizáciu aº 8500 najbeºnej²ích anglických
slovies. Mimo anglického jazyka tieº podporuje ²paniel£inu, nem£inu, francúz²tinu, talian-
£inu a holand£inu [39].
4.1.8 kálovate©né RDF úloºisko 4store
RDF úloºisko 4store bolo vyvinuté ﬁrmou Garlik, ktorá sa zaoberá ochranou pred
krádeºami identity na internete, aby podporila sémantické webové aplikácie. Pouºívala ho
ako svoju primárnu platformu po dobu troch rokov, kým ju nenahradila nov²ím a lep²ím
rie²ením 5store. Následne toto pôvodné rie²enie sprístupnila pod licenciou GNU General
Public Licence verzie 3.
Za hlavné prednosti tohoto úloºiska udáva spolo£nos´, ktorá tento systém vyvinula,
výkon, ²kálovate©nos´ a stabilitu. Podporuje beh na platformách, ktoré vychádzajú z ope-
ra£ného systému Unix, v klastroch pozostávajúcich z 1 aº 32 výpo£tových staníc, pri£om je
schopný dosahova´ rýchlos´ importu 120 tisíc RDF trojíc za sekundu a £asy na spracovanie
SPARQL dotazov rádovo v milisekundách. Pri vývoji bolo ²peciálne dbané na bezpe£nostnú
stránku systému [40].
Na prácu so systémom je k dispozícii sada nástrojov, ktoré sa dajú pouºíva´ cez príkazový
riadok. Tieto nástroje je moºné z pouºívate©ského h©adiska rozdeli´ do troch základných
kategórií:
34
 4s-backend-∗  nástroje s týmto preﬁxom slúºia vytváranie, spú²´anie, zastavova-
nie, mazanie, zálohovanie £i nastavovanie databázy na aktuálnom stroji, z ktorého sú
spú²´ané
 4s-cluster-∗  nástroje s týmto preﬁxom je moºné pouºíva´ na automatizované spra-
vovanie celého klastra, pomocou protokolu ssh s vyuºitím autentiﬁkácie cez prihlaso-
vacie k©ú£e vyvolávajú nástroje prvej skupiny na jednotlivých staniciach
 nástroje ur£ené na prácu s obsahom databázy:
 4s-import  slúºi na importovanie obsahu RDF súboru do databázy
 4s-update  umoº¬uje aktualizova´ SPARQL dotazom obsah databázy
 4s-query  týmto príkazom je moºné vytvori´ SPARQL dotaz na databázu
 4s-import  slúºi na importovanie obsahu RDF súboru do databázy
 4s-httpd  umoº¬uje spusti´ aplika£ného démona, ktorý bude na danej stanici
schopný naslúcha´ na zadanom porte a prostredníctvom protokolu http zodpove-
dáva´ SPARQL dotazy
Dôleºitou vlastnos´ou databázy 4store je tzv. soft limit, ktorého úlohou je zabráni´ spot-
rebovaniu ve©kého mnoºstva zdrojov na nájdenie výsledkov a zvý²i´ rýchlos´ vyhodnotenia
dotazu za cenu obmedzenia po£tu nájdených výsledkov. Toto v²ak môºe ma´ za následok
nevyh©adanie výsledkov, ktoré sa ale v databáze nachádzajú. Hodnota tohoto limitu je
²tandardne nastavená na 1000, je ju v²ak moºné ©ubovo©ne navý²i´ alebo aj úplne vypnú´
prostredníctvom hodnoty -1. Takéto konanie ale môºe ma´ za následok neprijate©ne vysoké
spomalenie rýchlosti spracovávania dotazov nad obsahom databázy.
4.1.9 Flask, Bootstrap a AngularJS
Pri vyberaní technológií ur£ených na vytvorenie webového rozhrania na prácu s vyextra-
hovanými dátami bolo sledovaných viacero kritérií. Najdôleºitej²ie bolo vybra´ technológie,
ktoré umoº¬ujú rýchly vývoj, fungujú spo©ahlivo a technologicky bezproblémovo zapadajú
do zvy²ku rie²enia. Taktieº bola zoh©adnená dostupnos´ dokumentácie, aktívnos´ komunity
a aktuálne trendy v oblasti webových technológií, aby vytvárané rie²enie malo potenciál na
©ahké nasadenie a udrºiavanie.
Flask je mikroframework napísaný v jazyku Python ur£ený na tvorbu webových apli-
kácií. Vychádza z WSGI kniºnice Werkzeug, vyuºíva ²ablónovací systém Jinja2 a je ²írený
pod BSD licenciou [41]. Jeho minimalistické, ale ©ahko roz²írite©né jadro poskytuje spo-
©ahlivé a univerzálne základy na vytvorenie robustných aplikácií, a tak je vo©bou viacerých
popredných internetových spolo£ností ako napríklad Pinterest [42].
Bootstrap je vo©ne dostupná sada nástrojov na vytváranie webových rozhraní a bol pô-
vodne vyvinutý pre interné ú£ely spolo£nosti Twitter. Skladá sa z HTML a CSS ²ablón rôz-
nych tabu©kových, formulárových, tla£idlových, typograﬁckých £i ¤al²ích komponent, ktoré
je moºno ©ahko kombinova´ za ú£elom rýchleho navrhovania webovej stránky. Pri pouºívaní
tohoto frameworku je implicitne vyrie²ený problém s podporou zobrazenia na malých za-
riadeniach, ke¤ºe responzívny mobilný dizajn je aktuálne vo verzii 3 jedna z jej základných
ﬁlozoﬁí. Okrem uº spomínanej moºnosti pohodlného a rýchleho vývoja £i responzivity, patrí
medzi jeho bezsporné výhody aj kompatibilita s najnov²ími verziami v²etkých beºne pou-
ºívaných webových prehliada£ov, £o odstie¬uje pouºívate©a tejto technológie od mnohých
problémov a umoº¬uje mu pri vývoji sústredi´ sa na práve na dosahovanie zámeru [43].
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AngularJS je vo©ne dostupný framework napísaný v jazyku JavaScript a udrºiavaný
spolo£nos´ou Google s cie©om zjednodu²i´ vývoj jednostránkových webových aplikácií. Je
postavený na návrhovom vzore model-poh©ad-radi£ (MVC, Model-View-Controller), ktorý
rozde©uje funk£nos´ aplikácie medzi 3 rovnomenné komponenty [44, 45]:
 model  reprezentuje dáta aplikácie, s ktorými sa pracuje
 poh©ad  transformuje dáta z modelu do vhodného pouºívate©ského rozhrania
 radi£  reaguje na udalosti a zais´uje zodpovedné zmeny v zvy²ných komponentách
Bezproblémová integrácia posledných dvoch menovaných technológií je moºné v¤aka
komunitnému projektu UI Bootstrap, ktorý priná²a ²ablóny pre interaktívne Bootstrap
komponenty prepísané tak, aby ich bolo moºné intuitívne vyuºíva´ z prostredia AngularJS
[46].
V²etky nástroje na vytvorenie front-endu sú ²írené pod MIT licenciou.
4.2 Prostredie rie²enia
Systém, ktorý je predmetom tejto práce, bol navrhovaný v prostredí výpo£tového klas-
tra poskytnutého Výskumnou skupinou znalostných technológií FIT VUT v Brne. K dispo-
zícii je nieko©ko desiatok staníc, z ktorých na distribuované výpo£ty v rámci rie²enia tejto
práce posta£oval len zlomok. Ide o stanice vybavené procesorom Intelr Xeonr CPU E5-2630
s frekvenciou 2.30GHz a 64GB opera£nou pamä´ou fungujúcich pod opera£ným systémom
Ubuntu 14.04.1 LTS. Samozrejme, ide o stroje zdie©ané s inými pouºívate©mi, a tak som
nemal k dispozícii ich plný výpo£tový výkon.
4.3 Implementácia komponent navrhovaného systému
V tejto sekcii je popis implementácie ná²ho systému kore²pondujúci s návrhom predsta-
veným v kapitole 3. Pri implementácii boli vyuºité technológie popísané v sekcii 4.1 tejto
kapitoly.
4.3.1 istenie vstupných dát
Na zvolený korpus spomínaný v sekcii 3.1, ktorý je tvorený obsahom anglickej mutácie
encyklopédie Wikipédia, bol na odstránenie v²etkých nepotrebných zna£iek pouºitý XML
parser vyvinutý Ing. Markom Schmidtom a Bc. Davidom Smejkalom. Ke¤ºe bol vytvorený
v rokoch 2007 aº 2008 na analýzu star²ej verzie formátu výpisov poskytovaných organizáciou
Wikimedia, bolo potrebné niektoré jeho £asti aktualizova´ a doplni´ podporu nových zna£iek.
Po transformovaní formátu XML do £istého textu boli v ¤al²om kroku identiﬁkované
ur£ité typy £lánkov, ktoré priná²ajú ve©mi nízku, resp. ºiadnu informa£nú hodnotu, a slúºia
iba na komunitné ú£ely pre ©udí zaoberajúcich sa vytváraním obsahu Wikipédie. Názvy
týchto £lánkov za£ínajú preﬁxami Category:, File:, Help:, Template:, Portal:, Wikipedia:
a MediaWiki:. Tieto £lánky boli z korpusu odstránené.
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4.3.2 Rozdelenie do výpo£tového klastra a predspracovanie korpusu
Pripravený korpus je moºné ¤alej rovnomerne rozdeli´ a distribuova´ na stanice výpo£-
tového klastra pomocou na tento ú£el vytvorených skriptov.
Cie©om ¤al²ieho kroku bola snaha o zjednozna£nenie viet pomocou koreferencie, aby po
samotnej extrakcii nevznikali vyextrahované n-tice obsahujúce nepriame odkazy na entity,
naj£astej²ie vyjadrené pomocou zámen. Na tieto ú£ely sa experimentovalo s nieko©kými
systémami, z ktorých najpresnej²ie výsledky priniesol systém CoreNLP. Bohuºia©, tento
systém vyuºíva ve©mi podrobnú a pokro£ilú analýzu viet, a tak je nielen ve©mi pomalý, ale
tieº v ¬om nie je moºné spracováva´ rozsiahle texty. Pri jeho prvotnom pouºívaní v závislosti
od ²peciﬁckej skladby niektorých viet nebol ob£as schopný vyhodnoti´ krátke paragrafy
v £ase nieko©kých desiatok sekúnd. Preto táto moºnos´ pri pouºití so zamý²©aným systémom,
ktorý má by´ schopný ²kálova´ na korpus o miliónoch £i dokonca aº miliardách £lánkov,
neprichádzal do úvahy.
Nakoniec bol na úlohu koreferencie zvolený nástroj Decipher NER, ktorý fungoval na
v²etkých strojoch dostupného výpo£tového klastra ako sluºba, s ktorou je moºné komuniko-
va´ pomocou aplika£ného rozhrania SEC API popísaného v [47] prostredníctvom protokolu
JSON. Kaºdý £lánok je odoslaný na koreferenciu celý ako súvislý blok textu, aby sa predi²lo
strate kontextu pri vyhodnocovaní tejto koreferencie v prípadoch, ºe by bol text rozdelený
na men²ie £asti. Pri implementácii bolo overené, ºe systém Decipher NER zvláda v¤aka
svojmu jednoprechodovému algoritmu vyhodnoti´ aj tie najrozsiahlej²ie £lánky, ktoré boli
v dátovej sade Wikipédie obsiahnuté.
4.3.3 Extrakcia faktov
Na úlohu extrakcie faktov bol zvolený systém Open IE popísaný v podsekcii 4.1.5 na
za£iatku tejto kapitoly. Tento nástroj je v²ak napísaný v jazyku Java, a tak bolo potrebné
vyrie²i´ spôsob prepojenia s ¤al²ími £as´ami ná²ho systému. V rámci vývoja bolo vystrieda-
ných viacero prístupov zah¯¬ajúcich naprogramovanie servera komunikujúceho vo formáte
JSON, ktorý prijímal poºiadavky s textami na extrakciu a v odpovediach odosielal vyextra-
hované n-tice, av²ak toto rie²enie sa neukázalo ako príli² efektívne a za´aºovalo sie´.
Spú²´anie tohoto nástroja na kaºdý text samostatne tieº nebolo najvhodnej²ie rie²e-
nie, ke¤ºe proces jeho inicializácie trvá zhruba 2 minúty a nedokáºe efektívne spracova´
príli² rozsiahle texty. Po vyrie²ení niektorých problémov spôsobených nevhodne navrhnu-
tým spôsobom interaktívnej komunikácie tohoto nástroja s pouºívate©om, bolo zrealizované
kone£né rie²enie spo£ívajúce v jednorazovej invokácii procesu tohoto extraktora prostred-
níctvom Pythonu, pripojeniu ²tandardného vstupu a výstupu pomocou zre´azení, ktoré po-
skytuje opera£ný systém Linux a vhodnom komunikovaní prostredníctvom nadviazaných
²tandardných prúdov pre dosiahnutie ºelaného zámeru. Na urýchlenie spracovania sú dlh²ie
£lánky spracovávané po men²ích £astiach.
Ke¤ºe sa predpokladalo, ºe samotná extrakcia bude patri´ medzi výpo£tovo najnáro£-
nej²ie £asti ná²ho systému, toto rie²enie umoº¬uje pú²´anie jedného £i viacerých extraktorov
na ©ubovo©nom po£te staníc na dosiahnutie rýchlej²ieho procesu extrakcie.
4.3.4 istenie a analýza vyextrahovaných faktov
Po vyextrahovaní sady n-tíc z textu kaºdého £lánku je moºné jednotlivé n-tice ¤alej
analyzova´ pod©a navrhnutých postupov v sekciách 3.6 a 3.7 predchádzajúcej kapitoly s ná-
vrhom systému.
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Prvým z krokov bezprostredne po extrakcii je v²ak pre£istenie získaných extrakcií, pre-
toºe ¤al²ie £asti systému po£ítajú s jednoduchými n-ticami skladajúcimi sa z 3 alebo 4
£astí. Niektoré extrakcie pochádzajúce z Open IE v²ak túto d¨ºku presahujú alebo obsahujú
zloºitej²í tvar rozvíjajúci predchádzajúce extrakcie s referenciami na ne. U n-tíc s d¨ºkou
vä£²ou ako 4 £asti boli preto nadbyto£né £asti pri£lenené k ²tvrtej £asti a ob£asné zloºité
n-tice vyskytujúce sa v ne²tandardnom tvare boli vynechané úplne.
alej bol implementovaný algoritmus 1 v podsekcii 3.6.1 ako samostatný krok, a to z dô-
vodu moºnosti volite©ného vypnutia kvôli problémom s rýchlos´ou syntaktickej analýzy fráz
diskutovanej v podsekcii 4.4.2. Úlohou tohoto kroku je rozgenerovanie zloºitých fráz na jed-
noduch²ie aby bola moºná ©ah²ia identiﬁkácia súvislostí v databáze. Navrhnutý algoritmus
sa pri svojej funk£nosti spolieha na vstup vo forme zloºkového deriva£ného stromu, pri-
£om na túto úlohu bol najprv pouºitý nástroj CoreNLP a neskôr nahradený syntaktickým
analyzátorom BLLIP.
Ako ¤al²í krok bola popísaná normalizácia predikátu navrhnutá v algoritme 2 v podsekcii
3.6.2 za pouºitia kniºnice Pattern a ¤alej ur£ovanie typu frázy popísané v podsekcii 3.7.1.
Toto ur£ovanie typu frázy vyuºíva vo svojej implementácii viacero prístupov a technológií.
Podporované typy fráz sú niekto, nie£o, niekedy, niekde, pri£om na zaradenie do prvých
dvoch je vyuºitý ako základ navrhnutý algoritmus 3. Na jeho realizáciu je na ur£enie slovných
druhov je vyuºitá kniºnica Pattern a na prácu s databázou WordNet kniºnica NLTK. Ke¤ºe
niektoré mená nie sú obsiahnuté v databáze WordNet, je tieº opätovne vyuºitý nástroj
Decipher NER, ktorý okrem koreferencie dokáºe identiﬁkova´ známe entity vystupujúce
v texte. Opätovne je vyuºitý preto, ºe medzi krokom koreferencie a týmto krokom je krok
extrakcie, pri ktorom sa nepodarilo vymyslie´ spôsob ako získané informácie nadväzujúce
na £asti textu prenies´ cez spracovanie systémom Open IE. Celkovo kombinácia WordNetu
a Decipher NER priniesla na rozde©ovanie typov na niekto a nie£o lep²ie výsledky ako
pouºitie iba jedného z týchto nástrojov.
Ke¤ºe systém Decipher NER zvláda aj identiﬁkáciu lokalít prípadne niektorých £aso-
vých údajov, bolo pôvodne zamý²©ané vyuºi´ jeho moºnosti aj na identiﬁkáciu typov niekde
a niekedy. Av²ak ako bolo neskôr zistené, systém Open IE dokáºe tieto typy identiﬁkova´
sám a univerzálnej²ie.
V²etky novozískané informácie sú serializované do formátu JSON a pripojené na koniec
kaºdého riadku s extrakciou.
4.3.5 Uloºenie do databázy
Ako databáza na uloºenie trojíc bolo zvolené úloºisko 4store, ktoré, ako uº bolo predsta-
vené, podporuje jazyk RDF. Preto je potrebné v²etky extrakcie s informáciami získanými
po£as analýzy konvertova´ do niektorého z formátov zápisu tohoto jazyka. Na tento ú£el
bola vyuºitá pythonovská kniºnica RDFLib umoº¬ujúca vytvorenie do£asného RDF úloºiska
v opera£nej pamäti, ktoré je moºné naplni´ trojicami a následne serializova´ do ©ubovo©ného
RDF formátu. V na²om prípade bol zvolený formát Turtle, ke¤ºe ide o najkompaktnej²í zá-
pis, ktorý je zárove¬ ©ahko £itate©ný v prípade potrebnej manuálnej kontroly výstupu.
Objekty, ktoré sa ukladajú do databázy sú modelované pod©a návrhu na obrázku 3.4,
pri£om najvä£²í ako problém sa ukázala práca s identiﬁkátormi objektov. Pred kaºdým vy-
tváraním nových objektov je potrebné skontrolova´, £i je ich naozaj potrebné vytvori´ a nie
je iba moºné vyuºi´ uº existujúci identiﬁkátor. Na rie²enie tohoto problému bolo v prie-
behu vývoja implementovaných viacero prístupov, ktoré sú ¤alej spolu s odôvodneniami
predstavené ¤alej v podsekcii 4.4.3. Kone£ná implementácia umoº¬uje zapnutie a pouºitie
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©ubovo©ného z menovaných prístupov, pri£om na samostatné spracovanie jedného £lánku je
výhodnej²ie pouºitie popisovaného naivného prístupu, ktorý zárove¬ výsledok automaticky
vloºí do databázy cez http protokol a na spracovanie rozsiahlej sady £lánkov je nutné po-
uºi´ posledný prístup vyuºívajúci vyrovnávaciu pamä´ s vyuºitím perzistentného úloºiska
ZODB. V druhom prípade sú v²ak iba vytvorené súbory s obsahom vo formáte Turtle, ktoré
je potrebné manuálne nahra´ do databázy 4store nástrojom 4s-import. Kaºdý z týchto sú-
borov je závislý na obsahu predchádzajúcich súborov, a tak pri nahrávaní n-tého súboru sa
predpokladá, ºe jemu predchádzajúce súbory sú uº v databáze nahraté.
4.3.6 Pouºívate©ské rozhranie
Implementácia pouºívate©ského rozhrania sa skladá z dvoch £astí  back-end komuni-
kuje s databázou a front-end zabezpe£uje interakciu s pouºívate©om a prezentuje získané
výsledky. Na implementáciu back-endu bola vyuºitá kniºnica Flask, ktorá vytvorí server po-
skytujúci súbory front-endu klientskemu prehliada£u a prijíma jeho dotazy, ktoré preposiela
sluºbe 4s-httpd databázy 4store prostredníctvom protokolu http. Obdrºané výsledky posiela
naspä´ klientskemu front-endu spolu s nameraným £asom preh©adávania databázy.
Na implementáciu vzh©adu front-endu boli vyuºité ²ablóny komponent poskytované pro-
jektom Bootstrap a implementácia dynamických £astí bola realizovaná prostredníctvom
technológie AngularJS. Kone£ný návrh umoº¬uje fulltextové vyh©adávanie v jednotlivých
£astiach n-tíc, vyh©adávanie pod©a typu frázy alebo normalizovaného tvaru predikátu. Po-
uºívate© si môºe vybra´ spomedzi prednastavených ﬁltrov alebo sám zostavi´ dotaz pro-
stredníctvom rozhrania umoº¬ujúceho prida´ ©ubovo©ný po£et ﬁltrovacích trojíc ur£ujúcich
pravidlá vyh©adávania, pri£om môºe pouºíva´ ²peciálnu syntax na uvedenie premenných,
ktoré majú vystupova´ naprie£ jednotlivými trojicami a predstavujú h©adanú odpove¤. Po
spustení vyh©adávania sú nastavené parametre konvertované na SPARQL dotaz, ktorý je
odoslaný back-endu a je ho moºné zobrazi´, prípadne upravi´ aj v rozhraní front-endu. Po
obdrºaní odpovede je zobrazený nielen £as h©adania a objavené rie²enia vystupujúcich pre-
menných, ale tieº v²etky nájdené kombinácie záznamov, ktoré sa podie©ajú na rie²ení spolu
s moºnos´ami zobrazi´ ich jednotlivé detaily. Ukáºka vzh©adu front-endu je predstavená na
obrázku 5.10 uvedeného v ¤al²ej kapitole.
4.3.7 Skripty na ovládanie
Ke¤ºe ide o rie²enie vytvorené ako viacero samostatne implementovaných krokov, kto-
rých skripty sa pouºívajú v ²peciﬁckom poradí a na v²eobecne ©ubovo©nom po£te staníc
výpo£tového klastra, bola ve©ká £as´ vývoja venovaná tieº vytvoreniu skriptov automatizu-
júcich a zjednodu²ujúcich spú²´anie a prácu s týmto rie²ením. Tieto skripty boli napísané
v jazyku Bash a slúºia na spú²´anie a zastavovanie jednotlivých komponent systému alebo
systému ako celku. Taktieº umoº¬ujú automatizované vytvorenie novej databázy 4store,
monitorovanie behu nástroja Open IE a jeho prípadné opätovné spú²´anie, alebo naprí-
klad aj skomprimovanie prie£inkov s £lánkami pre moºnos´ ich presunutia medzi stanicami.
Vysvetlenie funk£nosti a popis pouºitia jednotlivých skriptov sú popísané v prílohe A.
4.4 Problémy pri rie²ení
Ako uº bolo nazna£ené v predchádzajúcich £astiach tejto kapitoly, v priebehu imple-
mentácie a testovania ná²ho systému sa objavili viaceré problémy, na ktoré bolo potrebné
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h©ada´ rie²enia. V tejto sekcii sú tieto problémy uvedené spolu s diskutovanými zvolenými
rie²eniami.
4.4.1 Nestabilné komponenty systému
Na záver podsekcie 4.1.5 bol spomínaný jeden z problémov, ktorý sa objavil hne¤ v úvod-
ných fázach vývoja, a bolo ním zistenie, ºe systém Open IE je nepredvídate©ne nestabilný,
a to aj v prípade pouºitia prepína£a --ignore-errors. Z tohoto dôvodu bola, nepláno-
vane, prevaºná £as´ rie²enia kroku extrakcie venovaná najmä implementácii záloºných me-
tód monitorujúcich beh extraktora, jeho zotavenie a moºnos´ ¤al²ieho nadviazania v procese
extrakcie.
V neskor²ích fázach vývoja sa tieº za£ali objavova´ ob£asné výpadky sluºieb na koreferen-
ciu, prípadne boli vykonané priebeºné zdokona©ovania nad skriptami, ktorých úlohou bolo
napríklad rozgenerováva´ frázy alebo ur£ova´ ich typ, a tak bolo opakované spú²´anie celého
navrhnutého extrak£ného systému po kaºdom vyskytnutom probléme alebo modiﬁkácii ne-
prijate©né. Rovnako nebolo moºné jednoducho premiest¬ova´ medzi stanicami výpo£tového
klastra úlohy ur£ené na spracovanie pod©a aktuálnej vy´aºenosti danej stanice, prípadne
do£asne preru²i´ ur£itý krok spracovania a následne ho jednoduchým spôsobom obnovi´,
pretoºe sa pri pôvodnom návrhu pracovalo so sekven£ným spú²´aním krokov a v kaºdom
kroku s jedným vstupným súborom obsahujúcim skonkatenované vstupy predchádzajúceho
kroku a jedným výstupným súborom, do ktorého daný krok zapisoval.
Vy²²ie uvedené dôvody viedli k návrhu nového uniﬁkovaného prístupu k spracovávaniu
in²pirovaného dielenským spôsobom vývoja. Bola vytvorená organizovaná ²truktúra prie£in-
kov, kde kaºdý prie£inok prislúcha jednému kroku extrak£ného systému. V prvom prie£inku
sú na po£iatku uloºené jednotlivé £lánky v samostatných textových súboroch. Následne
kaºdý krok extrakcie pristupuje k prie£inku predchádzajúceho kroku, po jednom spracúva
v ¬om obsiahnuté súbory a zapisuje do samostatných textových súborov v prie£inku, ktorý
mu prislúcha.
alej bol navrhnutý systém, ktorý za pomoci roz²íreniaWatchdog [48] pre jazyk Python
dokáºe monitorova´ zmeny v prie£inkoch a v prípade, ºe bol vytvorený nový súbor, pridá
ho na zoznam súborov £akajúcich na spracovanie v danom kroku. Skript kaºdého kroku
bol následne prepísaný tak, aby fungoval ako sluºba, £akajúca na pozadí a monitorujúca
prie£inok predchádzajúceho kroku. V prípade, ºe dôjde k neplánovanému ukon£eniu skriptu
v nejakom kroku extrak£ného systému, sú samozrejme informácie o súboroch, ktoré treba
spracova´, stratené.
Preto bol tieº vytvorený skript, ktorý dokáºe modiﬁkova´ súbory obsiahnuté v nejakom
prie£inku aby upozornil monitorovaciu sluºbu na ich existenciu, a dokáºe tak zabezpe£i´
správnu inicializáciu zoznamu súborov ur£ených na spracovanie, ak boli vytvorené e²te pred
spustením monitorovacej sluºby. Tento skript v²ak modiﬁkuje iba potrebné súbory, a to na
základe viacerých faktorov vzh©adom na obsah prie£inkov v krokoch n− 1 a n:
 ak daný súbor v prie£inku kroku n−1 existuje, ale v prie£inku kroku n zodpovedajúci
súbor neexistuje, bude v prvom uvedenom prie£inku modiﬁkovaný
 ak daný súbor v prie£inku kroku n − 1 má nov²í dátum poslednej modiﬁkácie ako
zodpovedajúci súbor v prie£inku kroku n, bude v prvom uvedenom prie£inku opätovne
modiﬁkovaný
Ako výsledok rie²enia tohoto problému tak vznikol zjednotený systém spracovávania,
ktorý je nielen robustnej²í proti neo£akávaným poruchám jeho jednotlivých £astí, ale zárove¬
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umoº¬uje ©ahko zálohova´ výsledky jednotlivých medzikrokov, opätovne ich prepo£íta´ alebo
ich presúva´ medzi jednotlivými stanicami v prípade potreby.
4.4.2 Pomalá syntaktická analýza
al²ím z problémov, ktoré sa v priebehu vývoja objavili, bola pomalá syntaktická ana-
lýza fráz. Aj ke¤ po zmene nástroja CoreNLP syntaktickým analyzátorom BLLIP nastalo
významné urýchlenie spracovávania, pri testovaní na ve©kých sadách dát sa ukázalo, ºe
zapnutá podpora rozgenerovávania prira¤ovacích fráz nevhodne obmedzuje rýchlos´ spra-
covania od prijatia vstupného textu aº po uloºenie extrakcií do databázy. Ke¤ºe úlohou
tohoto samotného kroku je iba vytvorenie ¤al²ích extrakcií, ktorých ú£elom je zlep²i´ pres-
nos´ poslednej £asti implementovaného rie²enia  QA systému, ale nie je pre fungovanie
nutný, bola pridaná moºnos´ tento krok vypnú´. Prakticky je toto vypnutie realizované iba
skopírovaním obsahu vstupu na výstup, teda ako by skript postupoval aj pri frázach, ktoré
ºiadne prira¤ovacie spojky neobsahujú.
4.4.3 Efektívne vkladanie dát do RDF databázy
Aj ke¤ boli po£as vývoja odladené mnohé problémy, ktoré sa v priebehu vytvárania sys-
tému objavili, samotné testovanie funk£nosti povä£²ine prebiehalo na malej vzorke £lánkov,
a tak sa aº do závere£ných pokusov o spustenie spracovania na ve©ké mnoºstvo £lánkov nedal
predpoklada´ problém, ktorý sa eventuálne objavil. Vzniknutým problémom bola rýchlos´
vkladania dát do RDF databázy, ktorá bola spôsobená faktom, ºe pri spracovávaní ©ubo-
vo©nej extrakcie je potrebné pre kaºdú £as´ jej n-tice overi´, £i sa daná fráza alebo dokonca
celá n-tica sa uº v databáze náhodou nenachádza.
Naivný prístup
V rámci pôvodnej implementácie bol pouºitý prístup, pri ktorom pred vytváraním kaº-
dého nového objektu v databáze bolo pomocou jednoduchých dotazov kontrolované, £i sa
daný objekt sa v databáze uº náhodou nenachádza, a za predpokladu, ºe e²te neexistoval,
bol vytvorený nový objekt s unikátnym identiﬁkátorom, ktorý bol následne do databázy
vloºený. Ak v²ak takýto objekt uº v databáze existoval, bol pri ¤al²ej práci vyuºívaný jeho
identiﬁkátor a nebolo potrebné generova´ duplicitný objekt.
Pri malom objeme testovacích dát v úloºisku 4store sa tento problém neprejavoval, av²ak
po vloºení prvého milióna trojíc pochádzajúceho zo zhruba dvoch tisícov £lánkov bola doba
spracovania kaºdej poºiadavky pri paralelnom dotazovaní piatich staníc neprimerane vysoká.
Kaºdý dotaz, ktorého úlohou bolo overi´ existenciu celej trojice alebo nejakej jej £asti,
sa spracovával v rádoch stoviek milisekúnd, pri£om na vyhodnotenie jednej extrakcie boli
potrebné minimálne 4 dotazy, a tak celkový £as potrebný na spracovanie kaºdého ¤al²ieho
£lánku rapídne stúpal na úrove¬ desiatok sekúnd a pri rozsiahlej²ích £lánkov aº minút.
Vyrovnávacia pamä´ pri paralelnom vkladaní
Prvým pokusom rie²enie vzniknutej situácie bola implementácia lokálnej vyrovnávacej
pamäte pre kaºdú stanicu. V prípade, ºe stanica vytvorila nový objekt, uloºila si do tejto
pamäte potrebné informácie, pri£om pri ¤al²om h©adaní odpovede na existenciu ur£itého
objektu najprv kontrolovala obsah tejto pomocnej pamäte a aº následne zasielala poºiadavku
41
na samotnú RDF databázu. V prípade pozitívnej odpovede na existenciu objektu v databáze
si samozrejme túto informáciu taktieº uloºila.
V praxi sa ukázalo, ºe ú£inok tohoto rie²enia bol zanedbate©ný, ke¤ºe pri obsahu data-
bázy na úrovni iba pár tisícov £lánkov bola vä£²ina extrakcií, ktoré sa spracovávali, £iasto£ne
alebo úplne unikátnych, a tak táto vyrovnávacia pamä´ neplnila ºelaný ú£el.
al²ím pokusom o zlep²enie tohoto nápadu bolo vytvorenie mechanizmu, ktorý pomocou
²peciálne zostrojeného SPARQL dotazu vedel získa´ v²etky potrebné údaje na vytvorenie
vyrovnávacej pamäte reﬂektujúcej aktuálny obsah celej databázy. Na jednej zo staníc výpo£-
tového klastra následne beºala sluºba, ktorej úlohou bolo v hodinových intervaloch vytvára´
na zdie©anom úloºisku súbory s globálnou vyrovnávacou pamä´ou, ktorá reprezentovala ak-
tuálny stav databázy pre jednotlivé typy objektov, a v²etky stanice boli následne schopné
tieto informácie okamºite na£íta´. Toto rie²enie vychádzalo z hypotézy, ºe pri paralelnom
nap¨¬aní databázy mohol do tejto databázy vloºi´ poºadovaný objekt iný zo serverov výpo£-
tového klastra, ale aj tak z aktuálnej stanice bolo potrebné vykona´ jednu kontrolu aby sa
mohla naplni´ jej vyrovnávacia pamä´. V¤aka priebeºnej aktualizácii obsahu vyrovnávacej
pamäte v²ak bolo potrebné kontrolova´ existenciu objektov, ktoré mohli by´ pridané iba
v uplynulej hodine.
Aj ke¤ pouºitie tejto metódy uº malo cite©nej²í vplyv na rýchlos´ vkladania, stále i²lo
o ve©mi malé zlep²enie, ktoré neumoº¬ovalo naplnenie databázy vä£²ím mnoºstvom £lánkov
v rozumnej dobe.
Perzistentná vyrovnávacia pamä´ na dedikovanom stroji
Po preskúmavaní ¤al²ích moºností bola vytvorená nová hypotéza, ktorá predpokladala,
ºe konverzia extrakcií na RDF trojice spustená iba na jednom stroji by mohla v kone£nom
dôsledku fungova´ ove©a efektívnej²ie ako pokusy o paralelné spracovávanie tohoto kroku
vo výpo£tovom klastri. Výhodou behu konverzie na jedinej stanici je, ºe táto stanica by
mala istotu, ºe v databáze neexistuje ºiadny objekt obdobný tomu, ktorý má sama záujem
vytvára´, takºe by sa predi²lo zbyto£nému zasielaniu dotazov na existenciu. Ve©mi rýchlo
bolo potvrdené, ºe táto hypotéza bola správna a priniesla rapídne urýchlenie nap¨¬ania
databázy novo spracovanými £lánkami.
Av²ak, ke¤ºe bolo stále potrebné vyuºíva´ vyrovnávaciu pamä´ a tá bola rie²ená pomo-
cou pythonovského dátového typu slovník, ktorého obsah bol udrºiavaný v opera£nej pamäti
stanice, po£et spracovaných £lánkov bol v priamej korelácii s mnoºstvom spotrebovanej ope-
ra£nej pamäte. Bolo preto potrebné nájs´ spôsob na udrºiavanie tejto vyrovnávacej pamäti
priamo na disku aby nebolo moºné vy£erpa´ mnoºstvo opera£nej pamäte, ale zárove¬ muselo
h©adané rie²enie vedie´ rýchlo preh©adáva´ uloºené dáta.
Finálne rie²enie pre túto prácu nakoniec prinieslo objavenie natívnej objektovej data-
bázy ZODB (Objektová Databáza Zope) vo forme kniºnice vytvorenej pre jazyk Python,
ktorá sp¨¬a vy²²ie poºadované vlastnosti a poskytuje transparentne pouºívate©nú perzis-
tentnú databázu vo forme súborov na disku. Je vyvíjaná spolo£nos´ou Zope a ²írená pod
licenciou Zope Public License [49]. Jej najvä£²ou výhodou bolo, ºe poºadovala minimálne
úpravy v existujúcom kóde na jej úspe²nú integráciu do uº existujúceho rie²enia. Dáta v²ak
ukladá do perzistentnej pamäte na báze potvrdzovania transakcií, pri£om si vytvára zálohy
medzikrokov, £o sa ukázalo ako ¤al²í obmedzujúci faktor. Napriek tomu umoºnila skonver-
tovanie 50-násobne vä£²ieho mnoºstva £lánkov do RDF formátu ako pôvodný naivný prístup
popísaný ako prvý v tejto podsekcii.
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Kapitola 5
Experimentovanie na dátach anglickej
Wikipédie
Ako uº bolo uvádzané v predchádzajúcich kapitolách, návrh a implementácia extrak£-
ného systému tejto práce po£íta primárne s podporou fungovania na obsahu poskytnutom
anglickou mutáciou internetovej encyklopédie Wikipédia. V tejto kapitole sú preto uvedené
výsledky a zistenia, ktoré prinieslo pouºitie systému na uº spomínanú dátovú sadu.
Informácie uvedené v tejto kapitole popisujú výsledky získané pri pouºití výpisu anglickej
Wikipédie stiahnutého d¬a 20. apríla 2015 z oﬁciálnych stránok projektu Wikimedia. Tento
výpis bol poskytnutý vo formáte XML, má ve©kos´ pribliºne 52GB a obsahuje takmer 5
miliónov £lánkov.
5.1 tatistiky extrakcie
Prvým krokom, ktorý bolo potrebné vykona´ bola konverzia získaného výpisu na £istý
text obsahujúci iba uºito£né £lánky tak, ako je popisované podsekcii 4.3.1 implementa£nej
kapitoly. Predpokladalo sa, ºe tento krok patrí medzi výpo£tovo nenáro£né, ale ukázalo sa,
ºe kompletné vyextrahovanie £istých textov £lánkov trvalo jednej výpo£tovej stanici takmer
24 hodín. Ako výsledok £istenia vznikol súbor obsahujúci o£akávané texty £lánkov bez for-
mátovacích zna£iek, ktorého ve©kos´ bola 12GB. Dá sa predpoklada´, ºe vcelku nadmerná
d¨ºka £istenia bola spôsobená neoptimalizovanými regulárnymi výrazmi, ktoré skript XML
parser vyuºíva, ale ke¤ºe i²lo o jednorazovú akciu, £as strávený touto redukciou ve©kosti
zdrojových dát o pribliºne 77% neprekáºal.
al²ím krokom bolo vy£lenenie prvých 200-tisíc £lánkov, ktoré boli rozdistribuované
rovnomerne medzi 5 serverov. V ¤al²ích popisovaných krokoch teda kaºdý zo serverov spra-
covával presne 40-tisíc £lánkov. Ke¤ºe v procese extrakcie sa ob£as objavili problémy, ktoré
bolo potrebné rie²i´ na zvý²enie stability systému, bolo zopárkrát nutné systém zastavova´
a neskôr spú²´a´ od bodov preru²enia. Prípadne niektoré z vyuºívaných externých systémov
neboli ob£as schopné spracova´ niektoré zo vstupov, £o spôsobilo, ºe ojedinelé £lánky boli
v niektorých krokoch vynechané. Celkový po£et vynechaných £lánkov, ktoré nepre²li celým
zre´azením procesov z rôznych prí£in, je pár stoviek a konkrétne hodnoty je moºné vidie´
v prílohe B.
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5.1.1 Analýza rýchlosti jednotlivých krokov systému
Ako bolo uvedené v podsekcii 4.4.3 kapitoly 4, za jeden z najzávaºnej²ích problémov,
ktorým bolo potrebné £eli´ po£as závere£ného testovania bola rýchlos´ konverzie n-tíc do
RDF formátu, prostredníctvom ktorého bolo moºné tieto dáta uklada´ do databázy 4store.
Vytvorený systém zaloºený na sledovaní zmien v prie£inkoch poskytol podrobné záznamy
o rýchlosti spracovania jednotlivých súborov, ktoré slúºili ako vstup pre vytvorenie grafov
rýchlosti spracovania uvedených ¤alej v tejto podsekcii. asové razítka na záznamoch v²ak
uvádzajú ako najmen²iu £asovú jednotku sekundu a medzi d¨ºkou spracovania jednotlivých
£lánkov nastávajú v závislosti na ich d¨ºke ob£as priepastné rozdiely. Preto bol celkový po£et
£lánkov rozdelený na sady po 50-tich kusoch, u ktorých bola vºdy vypo£ítaná priemerná
d¨ºka spracovania jedného £lánku vzh©adom na celkový £as spracovávania danej sady. Toto
umoºnilo nielen odstráni´ problém ur£ovania rýchlosti súborov, ktorých spracovanie bolo na
úrovni milisekúnd, ale tieº pomohlo k spreh©adneniu grafov a vyplynutiu ur£itých kon²tant-
ných trendov. Podrobnosti k spracovaniu rýchlostí na jednotlivých serveroch sú uvedené
v tabu©ke B.1 v prílohe B.
Obr. 5.1: Graf zobrazujúci priemerné trvanie koreferencie jedného £lánku vypo£ítané na sade
tvorenej vºdy pä´desiatimi £lánkami.
Prvý z grafov na obrázku 5.1 zachytáva rýchlos´ spracovania koreferencie koreferen£nej
sluºby spustenej na jedinej stanici a predstavuje celkovo 53 hodín spracovávania. Vidíme,
ºe ²tyri z piatich grafov majú prakticky identický priebeh a iba priebeh rýchlosti jedného
z nich sa výrazne odli²uje. V skuto£nosti bol 3. server spustený o pol d¬a neskôr ako zvy²né
²tyri servery, a po pozornej²om preskúmaní je moºné vidie´, ºe jeho priebeh tieº kopíruje
priebeh zvy²ku skupiny. Priemerná doba na koreferenciu jedného £lánku pri paralelnom
spracovávaní dvojnásobných poºiadaviek z 5 serverov je zhruba 4 sekundy. Dve sú£asné
poºiadavky sú z dôvodu vyuºívania tejto sluºby aj na paralelne beºiaci krok analýzy fráz.
Nárast d¨ºky spracovania nastal v priebehu d¬a okolo 16-tej hodiny poobede, ke¤ bola sta-
nica poskytujúca koreferenciu pravdepodobne vy´aºená aj inou úlohou, a to na priemerných
8 aº 10 sekúnd na £lánok. Po ukon£ení koreferencie na ²tyroch staniciach vidíme zrýchlenie
koreferencie na dobiehajúcej stanici na úrovni priemerne 1,5 sekundy.
Na grafe na obrázku 5.2 môºeme vidie´ rýchlos´ extrakcie n-tíc faktov z jednotlivých
£lánkov. Je zrejmé, ºe jeden z pôvodných predpokladov, ºe tento krok bude patri´ k výpo£-
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Obr. 5.2: Graf zobrazujúci priemerné trvanie extrakcie jedného £lánku vypo£ítané na sade
tvorenej vºdy pä´desiatimi £lánkami.
tovo najnáro£nej²ím, sa nepotvrdil. Priemerná d¨ºka extrakcie jedného £lánku bola aº na
ob£asné výchylky pribliºne 1 sekunda, £o sa dá povaºova´, v porovnaní s ostatnými krokmi,
za ve©mi rýchle spracovávanie.
Krok rozgenerovávania nadrozmerných fráz s prira¤ovacími spojkami bol z tohoto spra-
covávania vynechaný, ke¤ºe ako uº bolo zdôvodnené v podsekcii 4.4.2, syntaktické analyzá-
tory vyuºívané v tomto kroku boli nieko©ko desiatok násobne pomal²ie ako sluºby vyuºité
v iných krokoch. al²í krok zachytáva graf £istenia a analýzy n-tíc, ktorý kopíruje trend
grafu 5.1, a to z dôvodu, ºe vyuºíval na svoju funkciu rovnakú sluºbu ako koreferencia,
av²ak tentokrát na rozpoznávanie pomenovaných entít. Je v²ak posunutý o pribliºne pol
sekundu nahor z dôvodu dodato£nej analýzy spracovaných fráz pomocou ¤al²ích lingvistic-
kých nástrojov na zaradenie v sieti WordNet a normalizáciu predikátov.
Posledným a najkomplikovanej²ím krokom sa nakoniec ukázalo vytváranie RDF repre-
zentácie jednotlivých n-tíc, a to z dôvodu kontroly uº existujúcich databázových objektov
reprezentujúcich aktuálne spracovávané £asti n-tice. Tento problém je popísaný v podsekcii
4.4.3 implementa£nej kapitoly, a grafy reprezentujúce £asovú náro£nos´ kone£ného rie²e-
nia vo forme perzistentnej vyrovnávacej pamäte pomocou ZODB na dedikovanom stroji sú
uvedené na obrázkoch 5.4 a 5.5.
Ako je moºné vidie´ na prvom grafe na obrázku 5.4, aº do zhruba 50-tisíc spracovaných
£lánkov zvládala konverzia na RDF reprezentáciu spracováva´ £lánky na úrovni stoviek mili-
sekúnd. Postupne sa v²ak databáza vyrovnávacej pamäte ZODB zap¨¬ala identiﬁkátormi uº
existujúcich objektov a od zhruba tisícej sady za£ala priemerná d¨ºka spracovania jedného
£lánku exponenciálne rás´. Pílový tvar je spôsobený pravidelným spú²´aním kompresií nad
ZODB, ktorej ve©kos´ rástla £ím ¤alej rýchlej²ie. Celkovo po takmer piatich d¬och trvala
analýza obsahu databázy 4,5 hodiny a kompresia 6 hodín, takºe po spracovaní presne 112050
£lánkov bola konverzia po£as ¤al²ej kompresie násilne ukon£ená. Graf na obrázku 5.5 zobra-
zuje vývoj £asovej náro£nosti analýzy a kompresie obsahu ZODB databázy. Celkovo bolo
vytvorených 11719899 objektov trojíc, 13384761 objektov zdrojov vyuºívaných ako podmet,
predmet alebo doplnok a 903686 predikátov.
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Obr. 5.3: Graf zobrazujúci priemerné trvanie analýzy fráz jedného £lánku vypo£ítané na
sade tvorenej vºdy pä´desiatimi £lánkami.
Kaºdý z 50-tich £lánkov danej sady bol po konverzii do RDF reprezentácie vkladaný do
virtuálneho RDF úloºiska v opera£nej pamäti realizovaného kniºnicou RDFLib. Ten bol po
kaºdej sade skonvertovaný do formátu Turtle, zapísaný do súboru a obsah grafu bol vypráz-
dnený. D¨ºku tejto konverzie zobrazuje graf 5.6, kde je moºné vidie´, ºe v jeho koncových
fázach pri²lo ku krátkemu manuálnemu testovaniu v súvislosti s pokusmi o optimalizáciu
iných £astí na men²om po£te £lánkov, a tieto výsledky boli tieº zaznamenané. Celkovo bolo
vygenerovaných 394 nadväzujúcich súborov s RDF reprezentáciou spracovaných n-tíc, pri-
£om priemerná doba na vygenerovanie jedného súboru bola 37,8223 sekúnd.
5.1.2 al²ie ²tatistiky
Po£as prvotného zoznamovania sa s extrak£ným systémom Open IE bola vykonaná na
star²om výpise extrakcia v²etkých £lánkov bez akýchko©vek ¤al²ích krokov, ktorej úlohou
bolo zisti´, ko©ko extrakcií je vytvorených z jedného £lánku. Graf na obrázku 5.7 zobrazuje
túto ²tatistiku.
Ako uº bolo spomínané v predchádzajúcej podsekcii, pri kaºdej kompresii bola spú²´aná
aj analýza obsahu vyrovnávacej pamäte, aby bolo moºné sledova´ vývoj zmien a po£et
novovytvorených objektov RDF reprezentácie. Graf na obrázku 5.8 zobrazuje priebeºné
prírastky po£tu nových objektov trojíc, zdrojov a predikátov v databáze po spracovaní vºdy
2500 £lánkov. Je zaujímavé vidie´, ºe po£et novovytvorených trojíc a zdrojov je v úzkej
korelácii, aj ke¤ je z kaºdej trojice získaná zvy£ajne dvojica alebo trojica zdrojov. V prípade
zapnutého rozgenerovávania výrazov obsahujúcich prira¤ovacie spojky sa dá predpoklada´,
ºe by sa vo výsledku objavovalo e²te významne men²ie mnoºstvo unikátne pôsobiacich fráz.
5.1.3 Pamä´ové nároky
Zdrojové £lánky slúºiace na spracovanie mali na prvej stanici spolu ve©kos´ 311MB,
na druhej 288MB, na tretej 344MB, ²tvrtej 418MB a piatej 380MB. Tieto £lánky boli
uloºené v kódovaní UTF-8 a celkovo ich bolo na kaºdej stanici presne 40-tisíc. To, ako sa
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Obr. 5.4: Graf zobrazujúci priemerné trvanie vytvárania RDF reprezentácie jedného £lánku
vypo£ítané sade tvorenej vºdy pä´desiatimi £lánkami.
v jednotlivých krokoch menila celková ve©kos´ spracovaných dát uvádza tabu©ka B.1 v prílohe
B. Priemerne v kroku koreferencie narástla celková ve©kos´ dát o pribliºne 3,5%, o 11,2% pri
extrakcii a o 77% pri analýze fráz. Tieto zmeny sú udávané vzh©adom na ve©kos´ pôvodných
zdrojových dát a neberú do úvahy nespracované súbory.
Po vzatí do úvahy, ºe bolo nakoniec do RDF reprezentácie skonvertovaných len 56,03%
z pôvodného po£tu £lánkov bolo vypo£ítané, ºe po vygenerovaní RDF dát vo formáte Turtle
sa zvä£²í objem vzh©adom na pomernú ve©kos´ vstupných dát o 600,1%. Skomprimovaná
vyrovnávacia pamä´ databázy ZODB obsahujúca existujúce identiﬁkátory objektov k týmto
dátam predstavovala 8GB. Po vloºení týchto dát do distribuovanej databázy 4store vo vý-
po£tovom klastri o desiatich staniciach zaberá na prvých dvoch staniciach 2,5GB a na zvy²-
ných ôsmych 1,9GB.
5.2 Kvalita koreferencie
Na vyhodnotenie kvality koreferencie bolo pouºitých prvých 30 viet z £lánku o Pablovi
Picassovi. Na tomto úryvku boli manuálne ur£ené v²etky postupnosti podstatných mien
a zámen. alej boli ohodnotené pod©a toho, £i boli vhodné alebo nepotrebné na pouºitie
koreferencie. Následne bola na týchto vetách vykonaná koreferencia, pri£om bolo hodnotené
£i systém vykonal koreferenciu na o£akávaných slovách a zárove¬ £i bola vykonaná správne.
Výsledky boli zazna£ené do kontingen£nej tabu©ky 5.1. Z tejto tabu©ky bola vypo£ítaná
miera pokrytia rovná 46,05% a miera presnosti rovná 63,64%.
Systém zvládol koreferenciu jednoduchých zámen ako his, her a podobne. Tieº dokázal
vykona´ koreferenciu, ak bolo uvedené iba priezvisko, ktoré expandoval na celé meno. Av²ak
v prípade zámen koreferenciu ob£as nevykonal vôbec, prípadne ju vykonal chybne a ur£il
vzh©adom na inú osobu uvedenú vo vete. V prípade komplikovaných viet, v ktorých vystu-
povali napríklad viacerí £lenovia rodiny, ob£as ur£il koreferenciu vzh©adom na iného £lena
rodiny ako bolo o£akávané.
Systém nezvládol vôbec koreferenciu, resp. niekedy vykonal len jej £as´, ak i²lo o spo-
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Obr. 5.5: Graf zobrazujúci d¨ºku trvania analýzy obsahu ZODB databázy a jej optimalizácie
po spracovaní sád tvorených vºdy pä´desiatimi £lánkami.
Obr. 5.6: Graf zobrazujúci d¨ºku trvania generovania RDF popisu novovytvorených objektov


















Obr. 5.7: tatistika po£tu vyextrahovaných faktov z jedného £lánku.
Obr. 5.8: Graf zobrazujúci po£et novovytvorených objektov v databáze po spracovaní 50
sád tvorených vºdy pä´desiatimi £lánkami.
jenie zámena a osoby pomenovanej nepriamo, z ktorého spojenia sa dalo vyvodi´, o ktorú
osobu v £lánku sa jedná. Príkladom takýchto fráz, niekedy nevykonaných vôbec a niekedy
vykonaných len vzh©adom na zámeno, sú napríklad his father alebo his younger sister. a-
lej v jednom prípade systém koreferencoval Picassovu sestru menom Conchita na sú£asnú
americkú popovú spevá£ku Selenu Gomez a v inom prípade ozna£il slávne dielo Guernica
ako ²panielske mesto Gernika-Lumo. V druhom prípade sa síce dá nájs´ súvislos´ medzi Pi-
cassovým dielom a uvedeným mestom, av²ak z poh©adu ú£elu pouºitia koreferencie v na²om
systéme, pri ktorej sa nahrádzajú nejednozna£né slová ich jednozna£nej²ími variantami, ide
o nevhodné nahradenie.
5.3 Úspe²nos´ normalizácie
Na zdrojovej databáze, ktorej obsah bol vytvorený z rozsiahleho £lánku o vedcovi Al-







ém Správne 35 20
Nesprávne 41 92
Tabu©ka 5.1: Kontingen£ná tabu©ka pre hodnotenie úspe²nosti koreferencie.
rozdielnych a tieto boli manuálne kontrolované na správnos´ normalizácie. Z tohoto po£tu
bolo identiﬁkovaných práve 7 predikátov, ktoré neboli gramaticky správne normalizované,
£o predstavuje pribliºne 1,4% chybu, resp. 98,6% presnos´ normalizácie. Treba v²ak podot-
knú´, ºe za správne boli povaºované aj predikáty, kde sa frázové slovesá normalizovali na
ich základný tvar bez zachovania predloºiek, ktoré sa beºne povaºujú za ich sú£as´, pretoºe
i²lo o o£akávané správanie algoritmu navrhovaného v podsekcii 3.6.2 kapitoly 3.
Medzi chybne normalizované predikáty patrilo sketches normalizované na sketches, taught
na taught, joined na joined, was married na marrie, is a favorite model for na favorite, was
the ﬁrst university in na ﬁrst a was Personal life Supporter of na personal.
Medzi komplikovanej²ie predikáty, ktorých normalizácia bola povaºovaná za správnu,
boli zaradené napríklad aj were nearly universally rejected na reject, is a better teacher than
na be, co-invented na co-invent, [is] star [of ] na be, have never felt na feel, can split apart na
split, was positively charged na charge alebo didn't na do. Ako uº bolo spomínané, po£ítala
sa sem aj normalizácia frázových slov, ako napríklad went on na go alebo had not given up
na give.
Sú£asne s normalizáciou bola tieº analyzovaná úspe²nos´ detegovania negácií v predi-
kátoch. Predikáty ako didn't, were not well understood alebo cannot be a im podobné boli
v²etky správne detegované ako negatívne. Jediné objavené predikáty, ktoré mali by´ ozna-
£ené ako záporné a neboli, boli spojenia, kde negáciu spôsobovalo slovo never ako napríklad
v have never felt.
5.4 Úspe²nos´ ur£ovania typu fráz
Taktieº na databáze zostavenej z extrakcií £lánku o Albertovi Einsteinovi bolo analyzo-
vané, ktoré frázy sa podarilo ozna£i´ ako osoby, nie£o, £as alebo miesto. V tomto prípade
v²ak boli do vyhodnocovania zahrnuté aj extrakcie vzniknuté krokom rozgenerovania súvetí
obsahujúcich prira¤ovacie spojky, aby bola vyhodnotená úspe²nos´ navrhovaného systému
predpokladajúceho aj prítomnos´ takýchto dát.
Na vyhodnotenie úspe²nosti systému zaradi´ správne ur£itú frázu do jednej z týchto
kategórií bolo zvolených náhodne 250 unikátnych fráz, ktoré boli manuálne zaradené do
aspo¬ jednej z týchto kategórií, pri£om systém zara¤oval do práve jednej z týchto kategórií.
Výsledky boli zazna£ené do kontingen£ných tabuliek 5.2 aº 5.5.
Pre kontingen£nú tabu©ku 5.2 vy²lo pokrytie 74,68% a presnos´ 84,29%, pre tabu©ku 5.3
92,11% a 83,83%, pre tabu©ku 5.4 43,43% a 81,25% a pre tabu©ku 5.5 73,68% a 82,35%.
Priemerné pokrytie pri detekcii typov teda vychádza na 70,98% a priemerná presnos´ na
82,93%.
Medzi chybné frázy identiﬁkované ako osoba boli zaradené napríklad quantum mechanics,







ém Áno 59 11
Nie 20 160
Tabu©ka 5.2: Kontingen£ná tabu©ka pre hod-






ém Áno 140 27
Nie 12 71
Tabu©ka 5.3: Kontingen£ná tabu©ka pre hod-






ém Áno 13 3
Nie 17 217
Tabu©ka 5.4: Kontingen£ná tabu©ka pre hod-






ém Áno 14 3
Nie 5 228
Tabu©ka 5.5: Kontingen£ná tabu©ka pre hod-
notenie úspe²nosti detekcie fráz typu nie-
kedy.
Einstein's intellectual achievements, Albert Einstein and Mileva Mari¢'s friendship, Albert
Einstein's expressive face and distinctive hairstyle alebo Albert Einstein's celebrated 1905
papers.
Naopak, medzi komplikovanej²ie, ale za to správne detekcie osoby patrili Barbara Wolﬀ of
The Hebrew University's Albert Einstein Archives, British historian Martin Gilbert, Albert
Einstein's former student Leó Szilárd, Jewish invitees to Republic of Turkey alebo Time
magazine's Frederic Golden.
V prípade zara¤ovania do kategórie nie£o sem bola zaradená vä£²ina fráz, z ktorých
medzi zaujímavej²ie patria napríklad Other principles postulated by Albert Einstein, In his
lecture at Einstein's memorial, The following publications by Albert Einstein alebo univerzita
Lincoln.
Podarilo sa sem chybne zaradi´ aj niektoré osoby ako námorný dôstojník menom Locker-
Lampson, holandský fyzik De Haas alebo Einsteinova sestra Maja.
Medzi nie£o boli tieº zaradené aj the Albert Einstein family alebo slá£ikové kvarteto the
young Juilliard Quartet, ktoré sa dajú povaºova´ za nejednozna£né.
Do kategórie £asového obdobia bola zaradená vä£²ina fráz, ktoré obsahovali iba infor-
máciu o £asovom období, ako napríklad over the next few years, During Albert Einstein's
Prague stay, in May 1904, that same year, for two weeks a podobné.
Do kategórie miesto boli zaradené napríklad in republic of Austria, in Zürich, among
others, in their letters, to Repubblica Italiana, at King's College. Za chybné zaradenie by sa
dalo povaºova´ as now in my whole life alebo in infancy.
5.5 Kvalita extrakcií vo vedomostnej databáze
Na vyhodnotenie kvality extrakcií bol vyuºitý opä´ £lánok o Albertovi Einsteinovi. Ná-
hodne bolo vybraných 290 unikátnych fráz, ktoré vznikli extrakciou pomocou nástroja Open
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IE. Tieto frázy boli manuálne hodnotené ako zmysluplné alebo nie, a ke¤ºe tieto frázy za-
h¯¬ali aj tie, ktoré vznikli rozgenerovaním fráz obsahujúcich prira¤ovacie spojky, bol po£í-
taný nielen pomer kvality v²etkých fráz, ale aj týchto novovzniknutých.
Z 290 hodnotených fráz bolo ur£ených 251 ako správnych a 39 ako nesprávnych, £o pred-
stavuje 86,55% správnos´, resp. 13,45% chybovos´ vyextrahovaných fráz. Spomedzi týchto
fráz bolo 78 vytvorených rozgenerovaním fráz obsahujúcich prira¤ovacie spojky. Z týchto
novovytvorených fráz bolo 69 ozna£ených ako správne a 9 ako nesprávne, £o predstavuje
88,46% správnos´, resp. 11,54% chybovos´.
Rozgenerovávanie v²ak zohráva dôleºitú úlohu najmä pri prepájaní súvislostí medzi ex-
trakciami, £o je vyuºite©né najmä na zodpovedávanie beºných otázok popísaných v ¤al²ej
sekcii, ke¤ºe bez jeho pouºitia pôsobí vä£²ina fráz unikátne, aj ke¤ sa v nich opakovane
spomínajú tie isté osoby, udalosti £i veci. Vä£²ina problémov súvisiacich s rozgenerovávaním
bola spôsobená spojením between X and Y, ktoré bolo rozdelené na dve samostatné frázy
between X a between Y, £o je aj ukázané na obrázku 5.9.
5.6 Odpovedanie na beºné otázky
Pri praktickom pouºívaní sa ako najvä£²í problém ukázal soft limit spomínaný v pod-
sekcii 4.1.8 predchádzajúcej kapitoly. Toto nastavenie obmedzuje po£et záznamov spraco-
vaných po£as vyh©adávania odpovede za cenu rýchlosti vyhodnotenia. Ak bolo toto obme-
dzenie vypnuté alebo nastavené na príli² vysokú hodnotu, pri pouºití na databázu získanú
vyextrahovaním vy²e 110-tisíc £lánkov trvalo spracovanie jednoduchých dotazov na úrovni
desiatok sekúnd a pouºitie dotazov zadaných kombináciou viacerých prepojených n-tíc bolo
spracovávané minúty, pri£om ob£as nebolo vôbec ukon£ené v prijate©nom £ase. Pri zapnutí
rozumne nastaveného obmedzenia trvalo vyh©adávanie iba pár sekúnd, av²ak za cenu ve©mi
obmedzeného po£tu priná²aných výsledkov a prevaºne dokonca ºiadnych.
Vyh©adávanie v tomto systéme v²ak má potenciál, ktorý aº do vyrie²enia spomínaných
problémov je moºné demon²trova´ na malej databáze, vytvorenej napríklad z rozsiahleho
£lánku o Albertovi Einsteinovi. Po pouºití kroku zabezpe£ujúceho rozgenerovanie fráz obsa-
hujúcich prira¤ovacie spojky vznikne 15620 RDF trojíc, z ktorých je 1159 trojíc predstavu-
júcich extrakcie, 1627 zdrojov, 479 predikátov a zvy²ok sú RDF trojice modelujúce ¤al²ie
vlastnosti spomínaných objektov a prepojenia v tejto databáze.
Pomocou navrhnutého rozhrania je moºné h©ada´ odpovede na jednoduché otázky ako
napríklad o je relativita?. Príklad zápisu takejto otázky do vhodného tvaru v na²om ro-
zhraní, z ktorého je následne vytvorený dotaz smerujúci na RDF databázu, je ukázaný na
obrázku 5.9. Spomedzi vyh©adaných výsledkov sú v²ak relevantné iba posledné dva, £o uka-
zuje, ºe pri nasadzovaní do praxe je potrebné vyrie²i´ aj problém ur£ovania relevantných
výsledkov.
Ke¤ºe systém podporuje rozhranie, pri ktorom je moºné zada´ aj viacero n-tíc, v ktorých
sa môºu vyskytova´ premenné navzájom prepájajúce tieto n-tice, bolo toto rozhranie pouºité
na simulovanie zloºitej²ích dotazov, ktoré by boli po vhodnej transformácii do takejto formy
pretvorené. Systém je následne schopný vyh©ada´ takú odpove¤, ktorá vyhovuje v²etkým
miestam, na ktoré má by´ v zadaní naviazaná. Príklad je uvedený na obrázku 5.10, kde je
vyuºitá premenná ?x, ktorá má vo výsledku vystupova´ ako odpove¤ na otázku pouºívate©a
vo©ne preloºenú ako o týkajúce sa nukleárnych zbraní podpísal Albert Einstein?. Je potrebné
doda´, ºe táto otázka je z dôvodu preh©adnosti zapísaná tak, ºe v skuto£nosti za premennú ?x
môºe by´ v zobrazenom prípade naviazaný ©ubovo©ný typ frázy, av²ak systém umoº¬uje aj
obmedzenie typu frázy na nie£o v aktuálnej realizácii za cenu zníºenej preh©adnosti zápisu.
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Zaujímavos´ou je, ºe uvedený výsledok bol ovplyvnený krokom koreferencie, ke¤ºe pôvodný
názov vyh©adaného manifestu je v origináli Russell -Einstein Manifesto.
Obr. 5.9: Ukáºka jednoduchého dotazu zodpovedajúceho otázku What is relativity? a zo-
znam nájdených rie²ení.
Obr. 5.10: Ukáºka zloºitej²ieho dotazu zodpovedajúceho otázku What has Albert Einstein
signed about nuclear weapons?.
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Kapitola 6
Zhodnotenie rie²enia a moºnosti
¤al²ieho napredovania
Na konci predchádzajúcej kapitoly bolo ukázané, ako je moºné vyuºi´ vytvorený systém
na zodpovedanie beºných otázok pouºívate©a tohoto systému. Samozrejme, k univerzálnemu
fungovaniu na otázky poloºené v prirodzenom jazyku vedie e²te dlhá cesta, pri£om absolútny
základ by bola správna transformácia takejto otázky na správny SPARQL dotaz podporo-
vaný na²ou databázou. Ke¤ºe preh©adávanie pod©a zadaného textu sa momentálne spolieha
na fulltextové vyh©adávanie v jednotlivých re´azcoch, nemusia by´ vyh©adané v²etky fakty
relevantné pre na²u otázku. al²ia potrebná vec na vyrie²enie je preto taktieº preh©adávanie
synoným a branie kontextu do úvahy, ke¤ºe v prípade pouºitia v²eobecnej²ích slov môºe
by´ vyh©adané naozaj ve©ké mnoºstvo výsledkov.
Medzi ¤al²ie moºné spôsoby ako zlep²i´ úspe²nos´ vyh©adávania patria vylep²enia úspe²-
nosti fungovania jednotlivých komponent, ktoré systém vyuºíva, a to menovite sluºby na
koreferenciu a ur£ovanie pomenovaných entít, extraktora faktov s cie©om zvý²i´ kvalitu ex-
trakcií a zrevidova´ navrhnuté algoritmy s cie©om odstráni´ slabé miesta objavené po£as
testovania. Ve©mi dôleºité je v²ak nahradenie aktuálneho relatívne pomalého syntaktického
analyzátora ove©a rýchlej²ím, prípadne nájdenie alternatívneho výpo£tovo ove©a efektívnej-
²ieho rie²enia rozgenerovávajúceho zloºité frázy obsahujúce prira¤ovacie spojky.
Ukladanie ¤al²ích informácií viazaných na obsiahnuté fakty vedie k ¤al²iemu problému,
ktorým je výkon systému. Po£as testovania bolo ako najvýznamnej²í problém, ktorému je
potrebné £eli´, identiﬁkované nutné vyrie²enie efektívnej konverzie extrakcií do RDF for-
mátu. Po vyskú²aní viacerých prístupov a objavení ich hraníc moºného pouºitia sa ako
¤al²ie moºné rie²enie naskytá vyuºitie ²tandardnej rela£nej databázy ako vyrovnávacej pa-
mäte pre predvídate©ne rýchle vyh©adávanie identiﬁkátorov uº existujúcich RDF objektov.
al²ím výkonnostným problémom sa ukázala rýchlos´ vyh©adávania odpovedí. Systém je
moºné nastavi´ tak, aby vyh©adával rýchlo, av²ak priná²al ve©mi obmedzené rie²enia, alebo
podával v rozumnom £ase presné rie²enia z ve©mi limitovanej vedomostnej databázy. Je
ºiadané nájs´ iné rie²enie ako len moºnos´ navy²ova´ po£et staníc výpo£tového klastra pre-
vádzkujúceho distribuovanú vedomostnú databázu. Moºné rie²enie je v skúmaní dostupných
optimalizácií vytváraných SPARQL dotazov alebo tieº odskú²anie iných dostupných RDF
úloºísk, z ktorých je v²ak vä£²ina platená.
Po odladení vy²²ie uvedených problémov je moºné £eli´ ¤al²ej ve©kej výzve  podpore
iných korpusov, najmä ¤al²ích vo©ne dostupných dát zhromaºdených projektom Common
Crawl [50]. Tento korpus obsahuje nielen gramaticky správne napísané £lánky pokú²ajúce
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sa zachyti´ iba faktické informácie, ale zmes rozli£ných typov obsahov získaných z rôznych
£astí internetu ako napríklad aj konverzácie na internetových fórach alebo ponuky v inter-
netových obchodoch. Pre dosiahnutie porovnate©nej kvality vyextrahovaných informácií ako
z Wikipédie je v tomto prípade potrebné sa vysporiada´ sa mnohými ¤al²ími problémami.
Je potrebné o²etri´ pouºívanie nespisovného jazyka, neaktuálnos´ textu a existujú tieº aj
dodato£né komplikácie ako informácie organizované v tabu©kách a odráºkach v ove©a vy²²ej
miere ako na Wikipédii, multimédiá vystupujúce ako sú£as´ kontextu a iné.
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Záver
Úlohou tejto práce bolo zaobera´ sa problémom extrakcie informácií a navrhnú´ systém
zabezpe£ujúci získanie faktov zo zvolenej dátovej sady, ktorú v na²om projekte predstavoval
vo©ne dostupný výpis £lánkov anglickej mutácie internetovej encyklopédie Wikipédia, a ich
následné uloºenie do RDF databázy. alej vytvori´ rozhranie umoº¬ujúce dotazovanie do
tejto databázy za ú£elom h©adania odpovedí na otázky pouºívate©a.
Prvým krokom pri rie²ení tejto práce bolo identiﬁkova´ vhodnú literatúru a oboznámi´ sa
so základnými pojmami a prístupmi súvisiacimi s oblas´ou spracovania prirodzeného jazyka.
Taktieº bolo potrebné na²tudova´ odborné £lánky týkajúce sa jednotlivých extrak£ných
systémov, a získa´ tak predstavu o procese extrakcie £i princípoch, na akých jednotlivé
extraktory fungujú.
al²ím krokom bolo vytvorenie návrhu systému, ktorý mal by´ schopný vykona´ ex-
trakciu a jeho postupná implementácia. Samotný návrh bol nieko©kokrát revidovaný a pris-
pôsobovaný, a to najmä z dôvodov postupného objavovania a vo©by technológií vyuºitých
pri implementácii a následnom zis´ovaní ich moºností, resp. nedostatkov. Po£as vývoja sa
objavilo mnoºstvo nepredpokladaných problémov, na ktoré bolo potrebné h©ada´ rie²enia,
£o v kone£nom dôsledku viedlo aj uº spomínanému prispôsobovaniu pôvodného návrhu.
Taktieº, nezanedbate©nú £as´ práce zah¯¬alo zoznamovanie sa prostredím výpo£tového
klastra a najmä jeho skupinovým ovládaním. Ke¤ºe paralelná práca na viacerých strojoch
priná²a mnohé úskalia, naj£astej²ie z dôvodu nie úplne identických prostredí systémov £i ich
zdie©ania s viacerými pouºívate©mi vykonávajúcimi ich vlastné rozmanité úkony, vykonáva-
nie rovnakých krokov £asto nepriná²a okamºite o£akávané výsledky a je mnohokrát potrebné
rie²i´ a o²etrova´ ²peciﬁcké problémy pre vzniknuté situácie. Aj ke¤ podpora výpo£tového
klastra nie je primárnym predmetom tejto práce ale iba jednou z implicitných vlastností na-
vrhovaného systému, povaºujem ju za dôleºité pripomenú´ aspo¬ v závere tejto práce, ke¤ºe
ve©ká £as´ £asu pri rie²ení bola strávená práve na odstra¬ovaní problémov, ktoré podpora
mnohovýpo£tového prostredia spôsobovala.
Tento systém bol následne otestovaný na £lánkoch uº spomínanej anglickej verzii in-
ternetovej encyklopédie Wikipédia, kde bola analyzovaná rýchlos´ spracovania jednotlivých
komponent vytvoreného systému a úspe²nos´ ich fungovania. Taktieº bolo prezentované pou-
ºitie vytvoreného rozhrania za ú£elom zodpovedania beºných otázok vyplývajúcich z obsahu
databázy, ktoré by mohli pouºívate©a ná²ho systému zaujíma´.
Posledná kapitola pokú²a nielen zhodnoti´ dosiahnuté výsledky, ale ke¤ºe po£as tes-
tovania boli identiﬁkované ur£ité slabé stránky vytvoreného systému, vychádza z týchto
poznatkov pri návrhu moºného napredovania tohoto projektu.
Výsledkom tejto práce je preh©ad nadobudnutý v oblasti spracovania prirodzeného ja-
zyka, najmä problému extrakcie informácií, a vyvinutý systém skladajúci sa zo sady skriptov
zabezpe£ujúcich extrakciu dát z £lánkov dátovej sady, ich uloºenie do RDF databázy v pro-
stredí výpo£tového klastra poskytnutého Výskumnou skupinou znalostných technológií FIT
VUT v Brne a rozhrania umoº¬ujúceho vykonáva´ dotazy nad týmito extrakciami.
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Obsah CD
 Zdrojové kódy implementovaného systému v adresári /src/
 Vyextrahované dáta vo formáte Turtle v adresári /data/
 Záznamy jednotlivých krokov získané pri ﬁnálnej extrakcii v adresári /data/logs/
 Táto práca vo formáte PDF v adresári /thesis/
 Zdrojové kódy tejto práce vo formáte systému LATEX v adresári /thesis/latex/
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Príloha A
Popis realizácie extrak£ného systému
Implementovaný systém, ktorý je predmetom tejto práce, je umiestnený v prie£inku
/src/. Jednotlivé súbory, ktoré sú v ¬om obsiahnuté, sú popísané v nasledujúcej kapitole.
Na záver kapitoly je uvedený príklad pouºitia tohoto systému.
A.1 Implementácia extrak£ného systému
Skripty implementovaného extrak£ného systému v jazyku Python sa nachádzajú v prie-
£inku /src/python_scripts/. Kaºdý zo skriptov po spustení bez argumentov vypí²e pod-
porované spôsoby pouºitia. Význam jednotlivých súborov zoradených v tomto adresári abe-
cedne je nasledovný:
 bumpfiles.py  skript slúºiaci na modiﬁkáciu £asu vytvorenia u súborov predchádza-
júceho kroku, ktoré e²te neboli v aktuálnom kroku spracované, aby bol upozornený
skript sledujúci zmeny v prie£inku predchádzajúceho kroku; je moºné pouºitie na kon-
krétny súbor alebo na celý prie£inok vzh©adom na iný prie£inok
 create_articles.py  vytvorí pre kaºdý £lánok zo zdrojového súboru obsahujúceho
pre£istené texty £lánkov samostatný súbor; je moºné ²peciﬁkova´ po£et £lánkov a uda´
poradové £íslo £lánku, od ktorého za£ne vytváranie
 createrdf.py  skript obsahujúci pomocné funkcie na vytváranie RDF grafu v ope-
ra£nej pamäti pomocou kniºnice RDFLib
 fix_detecttype_in_sparql.py  skript umoº¬ujúci prepo£ítanie detegovaných typov
fráz v prípade zmeny zodpovedného algoritmu priamo v RDF súboroch bez nutnosti
vykonáva´ celý proces extrakcie
 openie.py  skript obsahujúci algoritmy na detekciu typov fráz, normalizáciu pred-
ikátov, na£ítanie konﬁgurácie, komunikáciu s konﬁgura£nou sluºbou a ¤al²ie funkcie
spolo£né pre vä£²inu ostatných skriptov
 openie_coreference.py  implementácia kroku koreferencie; umoº¬uje vykona´ ko-
referenciu jedného súboru alebo celého prie£inka vzh©adom na prie£inok so súbormi
predstavujúcimi jednotlivé £lánky obsahujúce pre£istený text v UTF-8 kódovaní
 openie_derivation.py  implementácia kroku rozgenerovávania fráz obsahujúcich
prira¤ovacie spojky; umoº¬uje vykona´ toto rozgenerovávanie nad jedným súborom
alebo celým prie£inkom, ktorého obsah vznikol procesom extrakcie
62
 openie_extraction.py  implementácia kroku extrakcie; umoº¬uje vykona´ extrak-
ciu jedného súboru alebo celého prie£inka, ktorého obsah vznikol procesom koreferencie
 openie_ner.py  implementácia kroku £istenia a analýzy extrakcií; umoº¬uje vyko-
na´ obsah tohoto kroku nad jedným súborom alebo celým prie£inkom, ktorého obsah
vznikol krokom rozgenerovávania fáz obsahujúcich prira¤ovacie spojky
 openie_sparql.py  implementácia kroku konverzie extrakcií do RDF a nap¨¬anie
RDF databázy pomocou naivnej metódy, prípadne s vyuºitím vyrovnávacej pamäte
získavanej periodicky ako výpis z RDF databázy; umoº¬uje vykona´ konverziu jedného
súboru alebo celého prie£inka vzh©adom na prie£inok, ktorého obsah vznikol v kroku
£istenia a analýzy extrakcií
 sparql_cache.py  skript zabezpe£ujúci periodické vytváranie súboru s vyrovnávacou
pamä´ou získanej ako obsah RDF databázy a ur£enej na vyuºitie predchádzajúcim
skriptom
 sparql_create_all.py  skript konvertujúci extrakcie na súbory vo formáte Turtle
s vyuºitím implementácie vyrovnávacej pamäte pomocou perzistentného úloºiska ZODB
 watch.py  pomocný skript obsahujúci funkcie na vytvorenie sluºby sledujúcej zmeny
v prie£inkoch, ktorý vyuºívajú jednotlivé kroky implementovaného systému
A.2 Implementácia pouºívate©ského rozhrania pre prístup k ex-
trakciám
Skripty implementovaného pouºívate©ského rozhrania sa nachádzajú v prie£inku /src/frontend/.
Back-end je implementovaný v súbore /src/frontend/openie_server.py, pri£om jeho
úloha je prevádzkova´ sluºbu serveru zasielajúceho súbory front-endu klientovi pristupu-
júcemu cez prehliada£ a komunikácia s RDF databázou. Súbory front-endu sa nachádzajú
v podprie£inku /src/frontend/templates/:
 index.html  hlavný súbor front-endu, ktorý vyuºíva ¤al²ie súbory v rovnakom prie-
£inku
 results.html  ²ablóna, ktorá sa vyuºije pri zobrazovaní prijatých výsledkov z back-
endu
 popover-html-unsafe.html  ²ablóna bubliny obsahujúcej náh©ad detailov jednotli-
vých £astí extrakcií
 script.js  implementácia logiky front-endu zabezpe£ujúcej jeho dynamiku a komu-
nikáciu s back-endom
 style.css  súbor s kaskádovými ²ablónami upravujúcimi výsledný vzh©ad front-endu
A.3 Externé nástroje vyuºívané systémom
V prie£inku /src/tools/ sa nachádzajú externé nástroje alebo ich £asti, ktoré imple-
mentovaný systém vyuºíva:
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 WSJ/  v tomto prie£inku sa nachádzajú natrénované modely pre syntaktický analy-
zátor BLLIP
 obtain_wikiplaintext.html  skript slúºiaci na získanie najnov²ieho výpisu anglic-
kej mutácie internetovej encyklopédie Wikipédia
 openie-assembly-4.1.1-SNAPSHOT.jar  skompilovaná verzia nástroja Open IE slú-
ºiaceho na extrakciu faktov
 wikiparser.v4.py  skript slúºiaci na pre£istenie výpisu Wikipédie vo formáte XML
na £istý text
A.4 Skripty na ovládanie systému
V prie£inku /src/bash_scripts/ sa nachádzajú skripty v jazyku Bash, ktorých úlohou
je automatizované pú²´anie jednotlivých £astí systému. Pre svoj chod vyuºívajú konﬁgu-
ra£ný súbor, ktorého predvolené nastavenia sú v súbore /src/bash_scripts/default.conf,
av²ak jednotlivé nastavenia sú prepísané obsahom súboru /src/openie.conf, ktorý sa od-
porú£a vyuºíva´ pri vlastnom prispôsobovaní nastavení. Vysvetlenie jednotlivých nastavení
je uvedené ¤alej v sekcii A.5. Súbory s funkcionalitou na ovládanie sú nasledujúce:
 common.cfg  súbor obsahujúci pomocné funkcie na na£ítanie nastavení a preh©adný
výpis na obrazovku, ktorý vyuºívajú ostatné skripty
 4s-start.sh/4s-stop.sh  skripty slúºiace na spustenie alebo zastavenie sluºby 4s-
httpd ; v prípade pouºitia prepína£a --redeploy je zmazaný a nanovo vytvorený celý
databázový 4store klaster a v prípade pouºitia --cluster je tento klaster re²tartovaný
 cache-start.sh/cache-stop.sh  skripty spú²´ajúce a zastavujúce beh sluºby za-
bezpe£ujúcej periodické vytváranie vyrovnávacej pamäte z databázy RDF vyuºite©nej
pri procese konverzie extrakcií do RDF reprezentácie
 coreference-start.sh/coreference-stop.sh  skripty slúºiace na spustenie alebo
zastavenie sluºby koreferencie
 derivation-start.sh/derivation-stop.sh  skripty slúºiace na spustenie alebo za-
stavenie sluºby ur£enej na rozgenerovávanie fráz obsahujúcich prira¤ovacie spojky
 extraction-start.sh/extraction-stop.sh  skripty slúºiace na spustenie alebo za-
stavenie sluºby extrakcie
 frontend-start.sh/frontend-stop.sh  skripty slúºiace na spustenie alebo zasta-
venie sluºby pouºívate©ského rozhrania
 get-ner-tar.sh  skripty slúºiace na vytvorenie tar archívu zo súborov kroku £istenia
a analýzy extrakcií a umiestnenie tohoto archívu do prie£inka /tmp/; tento skript je
moºné vyuºi´ pri migrovaní súborov na jeden stroj v prípade konverzie extrakcií kvôli
pouºitiu prístupu s perzistentnou vyrovnávacou pamä´ou ZODB
 is-running.sh  pomocný skript ur£ený na kontrolu behu procesu ²peciﬁkovaného
v argumente
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 java-defunct-monitor.sh  sluºba monitorujúca beh extrak£ného nástroja Open IE
a v prípade ne£akaného ukon£enia ho znova spustí
 ner-start.sh/ner-stop.sh  skripty slúºiace na spustenie alebo zastavenie sluºby
kroku £istenia a analýzy extrakcií
 openie-status.sh  skript vypisujúci aktuálny stav jednotlivých £astí systému
 sparql-start.sh/sparql-stop.sh  skripty slúºiace na spustenie alebo zastavenie
sluºby konverzie extrakcií do RDF za pouºitia naivného prístupu
Systém tieº obsahuje skripty /src/openie-start.sh a /src/openie-stop.sh na para-
lelné spustenie, resp. zastavenie v²etkých £astí realizujúcich jednotlivé kroky extrak£ného
systému.
A.5 Nastavenia systému
Nastavenia systému je moºné meni´ v súbore /src/openie.conf. V týchto nastaveniach
je moºné vyuºíva´ aj premenné prostredia ako napríklad $HOSTNAME umoº¬ujúce ﬂexibilné
spravovanie vo výpo£tovom klastri. Význam jednotlivých nastavení je nasledujúci:
 FrontendPort  £íslo portu, na ktorom je moºné pristupova´ k front-endu, adresa je
daná samotným názvom stanice, na ktorej bol front-end spustený
 DatabaseHost  adresa stanice, na ktorej bola spustená sluºba 4s-httpd
 DatabasePort  port, na ktorom bola spustená sluºba 4s-httpd
 DatabaseGraph  názov 4store klastra, do ktorého budú ukladané extrakcie
 OpeniePath  cesta k extraktoru Open IE
 BllipModelPath  cesta k natrénovaným modelom pre syntaktický analyzátor BLLIP
 NERhost  adresa, na ktorej je prístupná sluºba Decipher NER
 NERport  port, na ktorom je prístupná sluºba Decipher NER
 SkipDerivation  hodnota 1 pre zapnuté rozgenerovávanie fráz obsahujúcich prira-
¤ovacie spojky, hodnota 0 pre presko£enie tohoto kroku
 SparqlPrefix  názvoslovie vyuºívané pri generovaní RDF reprezentácie
 SparqlGraph  názov RDF grafu, do ktorého budú ukladané extrakcie
 ArticlesDirectory  cesta k prie£inku, ktorý obsahuje výsledky jednotlivých krokov
spracovania




Príklad pouºitia implementovaného extrak£ného systému je uvedený v nasledujúcej £asti.
Postup, ktorý je popísaný, prestavuje vykonanie extrakcie na výpo£tovom klastri a konverziu
do formátu Turtle s vyuºitím perzistentnej vyrovnávacej pamäte ZODB. Jednotlivé kroky
postupu testované na referen£ných strojoch výpo£tového klastra, na ktorom bol systém
vyvíjaný, sú:
1. nain²talovanie potrebných sú£astí uvedených v /src/README.txt
2. získanie najnov²ieho výpisu Wikipédie napríklad pomocou
skriptu /src/tools/obtain_wikiplaintext.sh
3. konverzia XML formátu výpisu Wikipédie na £istý text pomocou
skriptu /src/tools/wikiparser.v4.py
4. nastavenie konﬁgurácie systému v /src/openie.conf
5. spustenie extrak£ného systému pomocou skriptu /src/openie-start.sh
6. po spracovaní v²etkých £lánkov ukon£enie extrak£ného systému pomocou
skriptu /src/openie-stop.sh
7. získanie extrakcií z výpo£tového klastra na jednu stanicu pomocou
skriptu /src/bash_scripts/get-ner-tar.sh
8. skonvertovanie týchto extrakcií do formátu Turtle pomocou
skriptu /src/python_scripts/sparql_create_all.py
9. vytvorenie nového 4store klastra a spustenie sluºby 4s-httpd pomocou
skriptu /src/bash_scripts/4s-start.py --redeploy
10. vloºenie získaných Turtle súborov do 4store databázy pomocou
nástroja 4s-import
11. spustenie front-endu pomocou /src/bash_scripts/frontend-start.sh
12. prístup k front-endu prostredníctvom beºného webového prehliada£a
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Príloha B
Podrobnosti k nameraným hodnotám
pri experimentovaní na dátach
anglickej Wikipédie






. 1. 39893 4,7478s 85s 322MB
2. 39965 4,6766s 84s 293MB
3. 39699 3,8483s 63s 354MB
4. 39638 4,6874s 84s 431MB






a 1. 39895 1,3972s 114s 352MB
2. 39969 0,6646s 108s 300MB
3. 39702 0,7149s 290s 381MB
4. 39641 0,9388s 311s 466MB






1. 39654 4,5800s 109s 556MB
2. 39942 4,5436s 85s 513MB
3. 39597 3,9206s 68s 587MB
4. 39537 4,5216s 84s 739MB
5. 39635 4,8356s 85s 687MB
Tabu©ka B.1: Dosiahnuté priemerné £asy a maximálny nameraný £as spracovania jedného
£lánku. Po£et súborov je uvádzaný vzh©adom na predchádzajúci krok, pri£om pôvodný
po£et bol presne 40000 súborov. Ve©kos´ predstavuje celkovú ve©kos´ súborov vytvorených
v danom kroku.
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