Thermal study of a Raspberry Pi for the construction of a small-sized supercomputer. by Nogué I Pujiula, Marc
  
Final Project 
 
Bacherlor’s degree in Industrial Technology 
 
  
 
Thermal study of a Raspberry Pi for the construction of a  
small-sized supercomputer 
 
 
 
ANNEXES 
 
 
 
 
 
Autor:                  Marc Nogué Pujiula  
Director:                  Vicente César de Medina Iglesias 
Co-director:            Elisabet Mas de les Valls Ortiz 
Date:                       June 2016  
 
 
 
  
Escola Tècnica Superior 
d’Enginyeria Industrial de Barcelona 
E-Nano Cluster                                                                                                                                  Page 1 
 
 
Table of Contents 
 
A. List of figures and tables ....................................................................................................... 2 
B. Arduino .................................................................................................................................. 3 
B.1 Arduino Integrated Development Environment (IDE) ........................................................ 3 
B.2 Basic Structures in Arduino’s programming........................................................................ 4 
C. NTC calibration ...................................................................................................................... 5 
C.1 Obtain the resistance from the temperature. .................................................................... 5 
C.2 How precise is the output reading? .................................................................................... 5 
C.3 Arduino code ....................................................................................................................... 5 
C.4 Matlab code ........................................................................................................................ 7 
C.5 Calibration data ................................................................................................................... 9 
C.6 Calibration Charts .............................................................................................................. 10 
C.7 Uncertainty........................................................................................................................ 11 
C.8 Certificates of calibration .................................................................................................. 13 
D. Raspberry Pi 2 ...................................................................................................................... 15 
D.1 Analog sensors on Raspberry PI ........................................................................................ 15 
D.2 Benchmark and stress test temperatures ........................................................................ 16 
D.3 hc without fins with and unheated starting length correlation and power constant ....... 18 
D.4 Gnielinsky Correltion ........................................................................................................ 19 
E. Bibliography ........................................................................................................................ 21 
 
 
 
 
 
 
 
 
 
 
 
 
 
E-Nano Cluster                                                                                                                                  Page 2 
 
 
A. List of figures and tables 
 
Figure 1. Chart with the data recorded, the degree 3 polynomial fit and the Steinhart-Hart 
model. ......................................................................................................................................... 10 
Figure 2. Inverse curve fit chart. ................................................................................................. 10 
Figure 3. Oven thermometer certificate. .................................................................................... 13 
Figure 4. Type K thermocouple certificate. ................................................................................. 14 
 
Table 1. Data from the calibration experiment ............................................................................. 9 
Table 2. Data from the verification experiment.......................................................................... 11 
Table 3. Uncertainty calculations. ............................................................................................... 12 
Table 4. Stress test temperatures of the 1st experiment. .......................................................... 16 
Table 5. Benchmark test temperatures of the 2nd experiment. ................................................ 16 
Table 6. Benchmark test temperatures of the 3rd experiment. ................................................. 17 
Table 7. Benchmark test temperatures of the experiment with fins. ......................................... 17 
Table 8. hc calculation when velocity 1 m/s ............................................................................... 18 
Table 9. hc calculation when velocity 1,5 m/s ............................................................................ 18 
Table 10. hc calculation when velocity  2 m/s ............................................................................ 18 
Table 11. Parameteres needed. .................................................................................................. 19 
Table 12. hc calculation ............................................................................................................... 20 
 
 
 
 
 
 
 
 
 
 
 
 
 
E-Nano Cluster                                                                                                                                  Page 3 
 
 
B. Arduino 
 
B.1 Arduino Integrated Development Environment (IDE) 
 
The MC in the Arduino’s board is programmed using its own language. The Arduinos 
programming language is based on Wiring[1]. Wiring is an open-source programming framework 
for microcontrollers. This is nothing else but a structure intended to serve as a support or guide 
for building something. In this case a software. 
On the other hand we have the Processing [2]. Processing is the environment and programming 
language that allows the user to write down the lines of code that later on will be executed. 
The programs that you can create in the IDE are named sketches. These are written through the 
text editor and saved with the file extension .ino. The following are the principal buttons you 
will have to be familiar with whilst using the program: 
 
 
 
 
 
 
 
 
Verify  
Checks your code for errors compiling it. 
 
Upload  
Compiles your code and uploads it to the configured board.  
 
New  
Create a new sketch. 
 
Open  
Presents a menu of all the sketches in your sketchbook. Clicking one will open it 
within the current window overwriting its content. 
 
Save  
Saves your sketch. 
 
Serial Monitor  
Opens the serial monitor. 
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B.2 Basic Structures in Arduino’s programming 
 
In any Arduino sketch we can distinguish three main parts: the values, the functions and the 
structure. 
Herewith there’s the three types of parts written above that are present in any Arduinos sketch 
[3]: 
setup (): This function is called once when your program starts. Use it to initialize pin modes or 
begin serial. It must be included in every program as mandatory. 
loop (): This function loops consecutively our program. This allows it to give answer the events 
that happen in the board. 
// line comments: Single line comments begin with // and end with the next line of code. 
serial.begin(rate): opens serial port and sets the baud rate for serial data transmission. 
pinMode(pin, mode): we normally include this in the void setup() to configure a pin to decide 
whether a pin acts as an INPUT or an OUTPUT. 
delay(ms): pauses de program for the amount of time specified in milliseconds. 
Variables: The variables allows us to store a numerical value for later use by the program. We 
can define a variable in multiple ways according to the use we want to give to it. The main types 
of variable are: 
 byte: stores an 8-bite numerical value without decimal points. 
 int: integers that store a 16-bit value without decimal points.*   
 long: integers that store a 32-bit value without decimal point. 
 float: floating point numbers  that store a 32-bit value. 
*int, long and float variables once they reach the top of it’s range, e.g. in a 32 bit would be 32.767, 
will rollover. This means -32.768 for the example given.  
Some examples of variable designations are: 
byte Countdown  = 70 
int Countdown= 7000 
long Countdown = 70000 
float Countdown = 7.34 
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C. NTC calibration 
 
C.1 Obtain the resistance from the temperature. 
 
What if instead of the Resistance we had the Temperature. Now the unknown parameter is the 
resistance and we need to inverse our equation. This is not a complex process and below are 
the new equation:    
1
𝑇
= 𝐴 + 𝐵𝑙𝑛(𝑅) + 𝐶(𝑙𝑛⁡(𝑅))3 ⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡⁡ ⁡⁡⁡⁡⁡⁡⁡⁡ln 𝑅 = 𝐴′ + 𝐵′ (
1
𝑇
) + 𝐶′ (
1
𝑇
)
2
 
 
Which equals to: 
𝑅 = 𝑒𝑥𝑝 [𝐴′ +𝐵′ (
1
𝑇
) + 𝐶′ (
1
𝑇
)
2
] 
Where:  
- 𝑇 : Temperature [K]. 
- 𝑅 : Resistance at T [Ω]. 
- 𝐴, 𝐵, 𝐶⁡: Steinhart-Hart coefficients.  
 
C.2 How precise is the output reading? 
 
When you run the lines of code below you may notice that temperature readings have three 
decimal. Does this mean we have ± 0.001 °C precision? Absolutely not. The thermistor has error 
(uncertainty) and the analog reading circuitry too.  We can approximate the expected error by 
first taking into account the thermistor error. In our model is 1%. There are also available 0.1% 
thermistors but this increase the cost. 1% error means that at 25 °C it can read 10,100 to 9900 
ohms or what it’s the same ±0.25 °C. 
Then there is the error of the ADC, for every bit that it is wrong the resistance (around 25°C) can 
be off by about 50 ohms [4]. This isn't too bad, and is a smaller error than the thermistor error 
itself ±(0.1°C). The unique way to correct this error is with a higher precision ADC (12-16 bits 
instead of 10). 
 
C.3 Arduino code 
 
The following sketch reads an analog input on pin 0, converts it to voltage, and prints the 
result to the serial monitor.  
// ReadAnalogVoltage  
 
// the setup routine runs once when you press reset: 
void setup() { 
// initialize serial communication at 9600 bits per second: 
  Serial.begin(9600);} 
// the loop routine runs over and over again forever: 
void loop() { 
// read the input on analog pin 0: 
  int sensorValue = analogRead(A0); 
// Convert the analog reading (which goes from 0 - 1023) to a 
voltage 0 - 5V): 
  float voltage = sensorValue * (5.0 / 1023.0); 
// print out the value you read: 
  Serial.println(voltage);} 
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The following sketch reads an analog input on pin 0 and outputs the temperature in Celsius. 
 
 
 
 
 
 
 
 
#include <math.h> 
//Schematic: 
// [Ground] ---- [10k-Resistor] -------|------- [Thermistor] ---- 
[+5v] 
//Analog Pin 0 
 
double Thermistor(int RawADC) { 
// Inputs ADC Value from Thermistor and outputs Temperature in 
Celsius 
// This code uses the Steinhart-Hart Thermistor Equation: 
// Temperature in Kelvin = 1 / {A + B[ln(R)] + C[ln(R)]^3} 
// where A = 0.000848201, B = 0.00026111466 and C = 1.3288E-07 
long Resistance;  double Temp;  // Dual-Purpose variable to save 
space. 
long Vout; 
Vout=5.0*(RawADC/1024.0); 
//Resistance=10000.0/((1024.0/RawADC) - 1);  // Assuming a 10k 
Thermistor.   
Resistance=10000.0/((1024.0/RawADC) - 1);   
Temp = log(Resistance); 
// Steinhart-Hart equation  
Temp = 1 / (0.000848201 + (0.00026111466 * Temp) + (0.000000132887 * 
Temp * Temp * Temp));  
// Convert Kelvin to Celsius   
Temp = Temp - 273.15;   
// Values that will be printed on the computer     
Serial.print(", Volts: ");  Serial.print(Vout); Serial.print("V"); 
Serial.print(", Resistance: "); Serial.print(Resistance); 
Serial.print("ohms"); 
 
return Temp;   
// Return the Temperature 
} 
 
void setup() { 
 Serial.begin(115200);} 
 
#define ThermistorPIN 0    
// Analog Pin 0 
double temp; 
void loop() { 
 temp=Thermistor(analogRead(ThermistorPIN));            
// read ADC and convert it to Celsius 
 Serial.print(", Celsius: "); printDouble(temp,3);      
// display Celsius 
 Serial.println("");                                    
// End of Line 
 delay(1000);    
// Delay a bit to not Serial.print faster than the serial connection 
can output 
 switch(0); } 
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C.4 Matlab code 
 
Herewith are the codes used in order to obtain the Steinhart-Hart coefficients. 
This first function named “thermistorResistanceCalibration” calls the function number 2, 
generates two graphs (the Steinhart-Hart and data graphic and the inverse calibration graphic) 
and calculates de inverse calibration equation. 
 
1 
 
 
 
function thermistorResistanceCalibration(n,ni,datadump) 
% Input: n = degree of attempted polynomial fit R = f(T), Default: n 
= 3; 
% ni = degree of polynomial used in the inverse curve fit R = g(T) 
% Default: ni = 2;   
if nargin<1, n=3; end 
if nargin<2, ni=2; end 
  
% --- Store data for thermistor 1 and perform the curve fit 
% R is resistance in Ohm 
% Reference temperature measured with sensor type K 
R = [11244 9806 8028 6704 5585 4712 3989 3385 2880 2472 2147 1838 
1596 ]; 
T = [21.7 25.2 30.6 35.6 40.7 45.6 50.6 55.5 60.7 65.6 70.5 75.6 
80.5]; 
f = figure; set(f,'Name','Thermistor Curve Fit'); 
c1 = thermistorFit(R(:),T(:),n);  
% R(:) puts the values of R vector in a column. 
Rfit = linspace( min(R), max(R) );  
% generate a row vector of 100 linearly equally spaced points 
between X1 and X2. 
Tfit1 = (1./ (c1(1) + c1(2)*log(Rfit) + c1(3)*(log(Rfit)).^3 ) ) - 
273.15; 
  
% --- Plot the curve fit and data on the same axes. R in kOhm 
f = figure; set(f,'Name','Thermistor curve fits'); 
plot(R/1000,T,'o',Rfit/1000,Tfit1,'r:'); 
title('Thermistor curve fits') 
xlabel('Resistance (k\Omega)'); ylabel('T (^{\circ}C)'); 
legend('Data','Steinhart-Hart'); 
  
% --- Inverse calibration: R = g(T). g(T) is a polynomial of degree 
ni 
ci = polyfit(1./(T+273.15),log(R),ni); 
Tifit = linspace(min(T),max(T)); 
Rifit = exp( polyval(ci,1./(Tifit+273.15)) ); 
fprintf('\nInverse fit coefficients:\n'); 
fprintf('%18.7e',ci); fprintf('\n'); 
figure('Name','Inverse fit'); 
plot(T,R,'o',Tifit,Rifit,'r--'); 
xlabel('T (C)'); ylabel('R (k\Omega)'); 
legend('Thermistor 1 data','Thermistor 1 fit'); 
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This second function called “thermistorFit” calculates the Steinhart-Hart coefficients, also 
performs a polynomial fit of degree 3 from the data and also prints a graphic with the data 
points, the Steinhar-Hart model and the third degree polinomy one. 
 
2 
 
 
 
 
function c = thermistorFit(R,T,n) 
% Input:  
% R = column vector of the resistance of the thermistor 
% T = column vector of temperatures in C (degrees C because the 
% curve fit coeficients will be obtained with T in kelvin 
% n = optional degree of the polynomial used in the alternative fit 
% Output: c = vector of coefficients in the Steinhart-Hart equation 
if nargin<3, n=3; end % Provide defalt value for n 
 
% --- Assemble the m-by-3 design matrix. m rows of data. Each column 
is a basis function for the fit. The first column is ones, which 
corresponds the constant in the curve fit. 
 
% Solve the overdetermined system with the backslash*** operator, 
which uses a QR factorization to obtain the least squares fit. The 
right hand side vector for the overdetermined system is a column of 
1/Tk values, where Tk is the temperature in kelvin. 
 
% *** Backslash or left matrix divide.A\B is the matrix division of 
A into B, which is the same as INV(A)*B. 
 
A = [ones(size(R(:))) log(R(:)) (log(R(:))).^3]; 
TKinv = 1 ./ (T(:) + 273.15); 
c = A\TKinv; 
fprintf('Steinhart-Hart coefficients\n'); 
fprintf('%17.9e\n',c) 
 
% --- Use a polynomial fit T = f(R). Converting the temperature 
scale to kelvin does not improve the fit. 
cp = polyfit(R,T,n); % Least squares. 
 
% --- Evaluate and plot the curve fits over the range of R data 
Rfit = linspace(min(R),max(R)); 
Tfit = polyval(cp,Rfit); 
TfitSH = 1./ (c(1) + c(2)*log(Rfit) + c(3)*(log(Rfit)).^3 ); 
plot(R/1000,T,'o',Rfit/1000,Tfit,'b:',Rfit/1000,TfitSH-273.15,'k--
'); 
xlabel('Resistance (k\Omega)'); ylabel('T (^{\circ}C)'); 
legend('Data',sprintf('Degree %d polynomial',n),'Steinhart-Hart'); 
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C.5 Calibration data 
 
Table 1 shows the data registered from the calibration experiment. 
Table 1. Data from the calibration experiment 
Voltatge (V) Resistance (Ohms) Type K temperature (°C) T_arduino  (°C) Difference   
2,646 11244 21,7 22,347 0,647 
2,475 9806 25,2 25,446 0,246 
2,226 8028 30,6 30,081 -0,519 
2,006 6704 35,6 34,366 -1,234 
1,791 5585 40,7 38,818 -1,882 
1,601 4712 45,6 43,066 -2,534 
1,425 3989 50,6 47,329 -3,271 
1,264 3385 55,5 51,633 -3,867 
1,118 2880 60,7 55,971 -4,729 
0,991 2472 65,6 60,169 -5,431 
0,883 2147 70,5 64,128 -6,372 
0,776 1838 75,6 68,594 -7,006 
0,688 1596 80,5 72,744 -7,756 
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C.6 Calibration Charts 
 
Figure 1 and Figure 2 are the charts performed using the Matlab lines of codes after our data 
was processed.  
 
 
 
Figure 1. Chart with the data recorded, the degree 3 polynomial fit and the Steinhart-Hart model. 
Figure 2. Inverse curve fit chart. 
 
E-Nano Cluster                                                                                                                                  Page 11 
 
 
Ta
b
le
 2
. D
a
ta
 f
ro
m
 t
h
e 
ve
ri
fi
ca
ti
o
n
 e
xp
er
im
en
t.
 
C.7 Uncertainty 
 
In Table 2 and Table 3 are the data used when calculating the uncertainty of the calibration. 
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C.8 Certificates of calibration 
 
 
 
Figure 3. Oven thermometer certificate. 
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Figure 4. Type K thermocouple certificate. 
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D. Raspberry Pi 2 
 
 
D.1 Analog sensors on Raspberry PI 
 
When trying to read a sensor on a Raspberry PI, users will soon notice that unlike the Arduino, 
the Raspberry only has digital in and output. 
That is a huge advantage when you want to read a digital output sensor, but when it comes to 
analogic sensors such as an LDR or NTC what you will need is a methodology named “capacitive 
sensing”. This consists in having your variable resister being part of an RC network and read the 
time necessary for the capacitor to charge or discharge.                                    
If you place a resistor in series with a capacitor and apply a voltage across these components the 
voltage across the capacitor rises. The time it takes for the voltage to reach 63% of the maximum 
is equal to the resistance multiplied by the capacitance. When using a Light Dependent resistor 
this time will be proportional to the light level. This time is what is known as the time constant: 
τ = RC 
where τ is time, 
R is resistance (ohms) 
and C is capacitance (farads) 
We have to make some approximations though as the digital pin cannot measure 63% of the 
voltage applied, so we time how long it takes the capacitor to reach a voltage that is great 
enough to register as a “High” on a GPIO pin. That voltage is approximately 2 volts. 63% of 3.3V 
is 2.079 Volts. So the time it takes the circuit to change a GPIO input from Low to High is equal 
to ‘τ’.                                                . 
In fact, it is not even that important if 63% is reached as long as you are only comparing values 
and are interested in change rather than in an exact measurement of a resistor or a capacitor. 
With a 10kOhm resistor and a 1uF capacitor τ is equal to 10 millisecond. A resistor of 1MOhm 
would give a time of 1 second. A common NTC with a value of 10 kOhm at 25 degrees therefore 
would provide a high in 10msec. 
If you are using an LDR, in order to guarantee there is always some resistance between 3.3V and 
the GPIO pin I inserted a 2.2Kohm resistor in series with the LDR. 
Here is what the program is doing: 
• Set the GPIO pin as an output and set it LOW. This discharges the capacitor. 
• Set the GPIO pin as an input. Current through the resistor and the capacitor to ground. 
The voltage across the capacitor starts to rise. The time it takes is proportional to the 
resistance of the LDR or NTC. 
• Monitor the GPIO pin and read its value. Increment a counter while we wait. 
• When the capacitor voltage will increase enough to be considered as a HIGH by the GPIO 
pin (approx.. 2v), the time taken is proportional to the value of the resistor and with an 
LDR thus to the amount of light falling on it and with an NTC to the ambient temperature. 
• Set the GPIO pin as an output and repeat the process. 
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D.2 Benchmark and stress test temperatures 
 
Table 4, Table 5, Table 6 and Table 7 gather the data from the experiments realized when 
measuring the temperature of the Raspberry while the benchmark or stress test were running 
with and without fins.  
Table 4. Stress test temperatures of the 1st experiment. 
1st experiment without fins Tbulk=22,4°C 
 Front face 
Zone 1st 2nd 3rd Average 
1 39,300 38,700 36,900 38,300 
2 53,500 54,700 52,800 53,667 
3 45,100 44,900 45,300 45,100 
4 42,300 43,600 42,700 42,867 
 Rear face 
Zone 1st 2nd 3rd Average 
1 43,600 43,500 43,400 43,500 
2 50,700 52,900 50,100 51,233 
3 43,600 44,100 43,900 43,867 
4 43,600 45,300 43,400 44,100 
 
Table 5. Benchmark test temperatures of the 2nd experiment. 
2nd experiment without fins Tbulk=23,6°C 
 Rear face 
Zone 1st 2nd 3rd Average 
1 42,300 41,200 41,600 41,700 
2 52,100 55,800 52,700 53,533 
3 45,500 46,100 45,200 45,600 
4 42,800 42,000 42,100 42,300 
 Rear face 
Zone 1st 2nd 3rd Average 
1 40,700 39,700 42,100 40,833 
2 49,400 50,800 50,200 50,133 
3 43,100 44,200 43,500 43,600 
4 44,800 45,100 44,700 44,867 
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Table 6. Benchmark test temperatures of the 3rd experiment. 
3rd experiment without fins Tbulk=23,2°C 
 Front face 
Zone 1st 2nd 3rd Average 
1 42,400 41,700 41,100 41,733 
2 54,300 57,800 54,100 55,400 
3 45,900 46,300 45,200 45,800 
4 42,800 42,400 41,900 42,367 
 Rear face 
Zone 1st 2nd 3rd Average 
1 40,900 39,800 42,500 41,067 
2 49,900 52,500 50,500 50,967 
3 43,200 44,500 43,700 43,800 
4 45,100 45,300 44,900 45,100 
 
   
Table 7. Benchmark test temperatures of the experiment with fins. 
Experiment with fins Tbulk = 24,7°C 
 Front face 
Zone 1st 2nd 3rd Average 
1 37,900 36,400 37,700 37,333 
2 49,700 50,400 49,800 49,967 
3 41,100 41,600 41,300 41,333 
4 40,300 40,700 39,100 40,033 
 Rear face 
Zone 1st 2nd 3rd Average 
1 38,600 38,900 41,100 39,533 
2 47,800 47,400 47,800 47,667 
3 40,600 40,500 40,500 40,533 
4 41,100 41,600 41,400 41,367 
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D.4 Gnielinsky Correltion 
 
Table 11 and Table 12 corroborate the poor accuracy of the use of Gnielinsky correlation for 
our case study. The hc is extremely small. 
Table 11. Parameteres needed. 
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Table 12. hc calculation 
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