Abstract
Introduction
According to [18] , integration is the most important aspect of a data warehouse. When data passes from the application-oriented operational environment to the data warehouse, possible inconsistencies and redundancies should be resolved, so that the warehouse is able to provide an integrated and reconciled view of data.
There are two basic approaches to the data integration problem, called procedural and declarative. In the procedural approach, data are integrated in an ad-hoc manner with respect to a set of predefined information needs, without resorting to an explicit notion of integrated data schema [17, 15] . In the declarative approach, the goal is to model the data at the sources by means of a suitable language, and to construct a unified representation to be used when querying the global information system [9, 1, 20] .
In this paper we adopt a declarative approach to integration, and argue that two critical factors for the design and maintenance of applications requiring Information Integration, and in particular integration in Data Warehousing, are the conceptual modeling of the domain, and the possibility of reasoning over the conceptual representation. The approach we propose is based on building a conceptual representation of both the information sources and the Data Warehouse. An important aspect of the conceptual representation is the explicit specification of the set of interdependencies between objects in the sources and objects in the Data Warehouse. Thus, integration is seen as the process of understanding and representing the relationships between data in the sources and in the Data Warehouse, possibly with some reconciling actions, rather than producing a unified data schema. Moreover, suitable reasoning techniques associated with the conceptual formalism are used to support the designer during the resulting specification process. Specifically, our work provides the following main contributions:
1. We use special class-based logical formalisms, called Description Logics [14, 2] , for the conceptual modeling of both the global domain and the various sources.
Since the development of successful Information Integration solutions requires specific modeling features, we propose a new Description Logic, which treats nary relations as first-class citizens. Note that the usual characteristic of many Description Logics to model only unary predicates (concepts) and binary predicates (roles) would represent an intolerable limit in our case.
2. We provide suitable mechanisms for expressing what we call the intermodel assertions, i.e. interrelationships between concepts in different sources. Thus, integration is seen as the incremental process of understanding and representing the relationships between data in the sources, rather than simply producing a unified data schema. The fact that our approach is incremental is also important in amortizing the cost of integration.
3. For an accurate description of the information sources, we incorporate in our logic the possibility of describing the data at the sources in terms of a set of relational structures. Each relational structure is defined as a view over the conceptual representation, thus pro- 4. We provide inference procedures for the fundamental reasoning services, namely concept and relation subsumption, and query containment. Indeed, we make use of the first decidability result on query containment for a Description Logic with n-ary relations [4] . Based on these reasoning methods, we present a methodological framework for Information Integration, which can be applied both in the virtual and in the materialized approach.
The paper is organized as follows. In Section 2 we describe in more detail our framework for Information Integration based on Description Logics. In Section 3 we present the particular Description Logic we use in the framework. In Section 4 we illustrate how the reasoning techniques associated with our logic are used to improve the design and maintenance of the Information Integration system. Section 5 concludes the paper.
The Framework
In our approach to Source Integration, we refer to the architecture depicted in Figure 1 , in which three layers can be identified: a conceptual layer, constituted by the Domain Model, including an Enterprise Model and one Source Model for each data source, which provides a conceptual representation of both the information sources and the Data Warehouse; a logical layer constituted by the Source Schemas and the Materialized View Schema, which describes the logical content of source data stores and of the materialized view store, respectively; a physical layer, which consists of the data stores containing the actual data of the sources and the integrated materialized views.
The methodology for Source Integration described in Section 4, and the reasoning techniques developed in Section 3, support the incremental building of the conceptual and the logical representations. The designer is provided with information on various aspects, including the global concepts relevant for new information requirements, the sources from which a new view can be defined, the correspondences between sources and/or views, and a trace of the integration steps.
We describe now the structure of the conceptual and logical layers, which constitute the core of the proposed integration framework. The actual formalism we adopt and the associated reasoning techniques are described in the next section.
Conceptual Layer.
The Enterprise Model is a conceptual representation of the global concepts and relationships that are of interest to the application. It corresponds roughly to the notion of integrated conceptual schema in the traditional approaches to schema integration. However, since we propose an incremental approach to integration, the Enterprise Model is not necessarily a complete representation of all the data of the sources but it provides a consolidated and reconciled description of the concepts and the relationships that are important to the enterprise, and have already been analyzed. Such a description is subject to changes and additions as the analysis of the information sources proceeds. The Source Model of an information source is a conceptual representation of the data residing in it, or at least of the portion of data currently taken into account. Again, our approach does not require a source to be fully analyzed and conceptualized.
Both the Enterprise Model and the Source Models are expressed by means of a logic-based formalism (see Section 3) which is general and powerful enough to express the usual database models, such as the Entity-Relationship Model, the Relational Model, or the Object-Oriented Data Model (for the static part). The inference techniques associated with the formalism allow for carrying out several reasoning services on the representation.
Besides the Enterprise Model and the various Source Models, the Domain Model contains the specification of the interdependencies between elements of different Source Models and between Source Models and the Enterprise Model. The notion of interdependency is a central one in our approach. Since the sources are of interest in the overall architecture, integration does not simply mean producing the Enterprise Model, but rather to be able to establish the correct relationships both between the Source Models and the Enterprise Model, and between the various Source Models. We formalize the notion of interdependency by means of so called intermodel assertions [8] , which provide a simple and effective declarative mechanism to express the dependencies that hold between entities (i.e. classes and relationships) in different models [16] . We use again a logicbased formalism to express intermodel assertions, and the associated inference techniques provide a means to reason about interdependencies among models.
Logical Layer. Our approach requires that each source, besides being conceptualized, is also described in the Source Schema in terms of a logical data model (in our case the Relational Model) which allows for representing the structure of the stored data. Such a structure is specified in terms of a set of relation definitions, each one expressed by means of a view (i.e. a query) over the conceptual representation of the source (i.e. the Source Model). Suitable software components, called wrappers, implement the mapping of physical structures to logical structures (see Figure 1) .
The Data Warehouse Schema provides a description of the logical content of the materialized views constituting the Data Warehouse. Similarly to the case of the sources, each portion of the Data Warehouse Schema is described in terms of a set of definitions of relations, each one expressed in terms of a query over the Domain Model. A view is actually materialized starting from the data in the sources by means of suitable software components, called mediators (see Figure 1 ).
Representation and Reasoning
We describe now the formalism used both at the conceptual and the logical level, and the associated reasoning techniques.
Representation at the Conceptual Level. We use for the conceptual level a specific logic based formalism called D L R , whose basic components are concepts (i.e. classes) and n-ary relations 1 . D L R is inspired by the knowledge representation languages introduced in [3, 11, 10, 8] , and can be ragarded as an extension of Description Logics [14, 7, 2] towards n-ary relations.
We assume to deal with a finite set of atomic relations and concepts, denoted by P and A respectively. We use R to denote arbitrary relations (of given arity between 2 and n max ), and C to denote arbitrary concepts, respectively built according to the following syntax (i and j denote components of relations, i.e. integers between 1 and n max , n denotes the arity of a relation, i.e. an integer between 2 and n max , and k denotes a nonnegative integer) 2 :
R ::= n j P j $i=n: C j : R j R 1 u R 2 1 Domains, i.e. sets of values such as integer, string, etc., can be easily included in DLR.
2 Concepts and relations must be well-typed, which means that (i) only relations of the same arity n can be combined to form expressions of type satisfied (where P, R, R 1 , and R 2 have arity n). We observe that 1 denotes the interpretation domain, while n , for n 1, does not denote the n-cartesian product of the domain, but only a subset of it, that covers all relations of arity n. As a consequence, the ":" construct on relations is used to express difference of relations, rather than complement.
A D L R conceptual model M (i.e., either the Enterprise Model or one of the Source Models) is constituted by a finite set of intramodel assertions, which express knowledge on the relations and concepts in M, and have the form
with L, L 0 either two relations of the same arity or two concepts.
An interpretation
). An interpretation satisfies M, if it satisfies all assertions in M.
To specify knowledge on the conceptual interrelationships among the sources and/or the enterprise, we use intermodel assertions [8] , which have essentially the form of intramodel assertions, although the two relations (concepts) L and L 0 belong to two different conceptual models M i , M j . Intermodel assertions can be either extensional, which express relationships between the extensions of the relations (concepts) involved, or intensional, which express conceptual relationships that are not necessarily reflected at the instance level. Formally, the interpretation of R 1 u R 2 (which inherit the arity n), and (ii) i n whenever i denotes a component of a relation of arity n. A Rt or Ct (wheret and t are variables inx,ỹ i ) 3 , with R, C relations and concepts over the DM. The arity of q is equal to the number of variables ofx. We observe that, by means of assertions on both relations and concepts expressed in the DM, additional constraints than those directly present in the query can be imposed. This distinguishes our approach with respect to [13, 19] , where n-ary relations appearing in queries are not part of the conceptual model. Reasoning. The typical kinds of reasoning services needed at the conceptual level in order to support the designer in applying the integration methodology presented in Section 4 (e.g., checking whether the DM is consistent, 3 Our approach is applicable also when constants are used in the queries. 
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Figure 3. Domain Model of the example
checking whether a relation or a concept is satisfiable in the DM, checking subsumption between relations or concepts in the DM) can be reduced to checking satisfiability of the DM. The reasoning tasks can in particular be exploited for computing and incrementally maintaining the concept and relation lattice of the DM, or more generally the lattice of all concept and relation expressions. The expressiveness of D L R , required for capturing meaningful properties in the DM, makes reasoning a complex task. We have devised a sound and complete procedure to decide the satisfiability of a DM which works in worst-case deterministic exponential time in the size of the DM. Indeed, this worst-case complexity is inherent to the problem, therefore reasoning with respect to a DM is EXPTIME complete. The inference method works in two steps: first, reasoning on the DM is reduced to reasoning on a knowledge base expressed in the Description Logic C I Q [12] ; then reasoning procedures for C I Q , based on the correspondence with Propositional Dynamic Logics, are exploited. For reasoning at the logical level, we provide suitable techniques for query containment. In particular, we have developed an algorithm for deciding query containment with respect to a DM, which exploits a reduction to unsatisfiability in C I Q , and which extends the one in [4, 5] to deal with both intramodel and intermodel assertions.
Example. Figure 3 As for the logical level representation, suppose, for example, that the actual data in Source 1 are described by a relational table Table 1 having three columns, one for the client, one for the department which the client is registered at, and one for the location of the department. Such a table is specified in terms of the DM by means of the query: 
The Methodology
We outline a methodology for Source Integration in Data Warehousing, based on the techniques previously described. The methodology deals with two scenarios, called sourcedriven and client-driven.
Source-Driven Integration
Source-driven integration is triggered when a new source or a new portion of a source is taken into account for integration. The steps to be accomplished in this case are:
1. Source Model construction. The Source Model capturing the concepts and the relationships of the new source that are critical for the enterprise is produced.
2. Source Model integration. The Source Model is integrated into the Domain Model. This can lead to changes both to the Source Models, and to the Enterprise Model. The specification of intermodel assertions and the derivation of implicit relationships by exploiting the reasoning techniques, represent the novel part of the methodology. Notably, not only assertions relating elements in one Source Model with elements in the Enterprise Model, but also assertions relating elements in different Source Models are of importance. For example, inferring that the set of instances of a relation in source S i is always a subset of those in source S j can be important in order to infer that accessing source S j for retrieving instances of the relation is useless.
3. Quality analysis. The Quality Factors of the resulting Domain Model are evaluated and a restructuring is accomplished to match the required criteria. This step requires the use of the reasoning techniques associated with our formalisms to check for quality factors such as consistency, redundancy, readability, accessibility, believability [6] . 4 . Source Schema construction. The Source Schema, i.e. the logical view of the new source or a new portion of the source (expressed as a collection of queries over the corresponding Source Model) is produced. The source schemas are used in order to determine the sources relevant for computing answers to queries, by exploiting the ability to reason about queries.
5. Data Warehouse Schema restructuring. On the basis of the new source, an analysis is carried out on whether the Data Warehouse Schema should be restructured and/or modified in order to better meet quality requirements. Again, the schema is constituted by a set of queries over the Domain Model, and for its restructuring the use of reasoning techniques is crucial. A restructuring of the Data Warehouse Schema may require the design of new mediators.
Client-Driven Integration
The client-driven design strategy refers to the case when a new query (or a set of queries) posed by a client is considered. The reasoning facilities are exploited to analyze and systematically decompose the query and check whether its components are subsumed by the views defined in the various schemas. The analysis is carried out as follows:
1. By exploiting query containment checking, we verify if and how the answer can be computed from the materialized views stored in the Data Warehouse.
2. In the case where the materialized information is not sufficient, we verify if the answer can be obtained by materializing new concepts represented in the Domain Model. In this case, query containment helps to identify the set of subqueries to be issued on the sources and to extend and/or restructure the Data Warehouse Schema. Different choices can be identified, based on various preference criteria (e.g. minimization of the number of sources [20] ) which take into account the above mentioned quality factors.
3. In the case where neither the materialized data nor the concepts in the Domain Model are sufficient, the necessary data should be searched for in new sources, or in new portions of already analyzed sources. The new (portions of the) sources are then added to the Domain Model using the source-driven approach, and the process of analyzing the query is iterated.
Conclusions

