Cost-effective engineering and evolution of complex software must involve the different stakeholders concurrently and collaboratively. The hard problem is providing computer support for such collaborative activities. The Winwin approach being developed and experimented at the USC Center for Software Engineering provides a domain independent solution for the stakeholders to cooperate in the requirements engineering phase of the software lifecycle. A major problem confronted in the WinWin framework is aiding decision coordination -coordinating the decision making activities of the stakeholders. A key element in supporting decision coordination is decision maintenance. As decisions undergo evolution, the effects of such changes on existing decision elements must be determined and the decision structure appropriately revised. This paper presents an approach to addressing the problem of supporting decision maintenance. The key ideas involve a) defining an extended ontology for decision rationale, that models the WinWin decision space and their states, b) formally describing a theory based on that ontology that specify conditions for states to hold, and c) defining an agent that utilizes the theory to determine revisions and coordinate with other agents to propagate revisions in a distributed support framework.
Introduction
In today's rapidly evolving technology and competitive marketplace -it has become critical that the design of complex software involve the users, designers, maintainers, and other stakeholders concurrently in the The author would like to acknowledge the support provided by the Advanced Research Projects Agency under contract F30602-94-C-0195 and the Industrial Affiliates of the Center for Software Engineering.
initial stages of design when requirements and system design decisions are made [4, 5, 6, 91. The challenge is providing collaboration support that aid in such decision making. As noted by Fred Brooks, in his article "No SiIver Bullets" [l] , significant gains in software productivity are likely to be based on tools for aiding organization and design rather than traditional software engineering approaches. Research in the area of design rationale and models of argumentation and their support [lo, 13, 14, 15, 17, 18, 19, 20, 21, 22 , 231 can be applied to meet such a challenge. The primary focus of most of these models have been the recording of the design decisions and their rationale. To facilitate such recording, the models typically make distinctions on the issue (topic/goal/question) focusing the decision, the options (position/altemative/ claims) and the argument for the position. The support for such models typically involve use of hypermedia support frameworks.
In concurrent engineering of software, apart from recording the design rationale, additional problems arise from the need to collaborate and coordinate in the decision making process involving the different stakeholders. The decision rationale is no longer a static record of decisions made, that only serves for documentation purposes but rather an active model of the requirement decisions, the design decisions and trade-offs and their evolution.
An adequate model of the decision rationale to aid in concurrent engineering of software must therefore address four important questions: i) How individual stakeholder objectives and their interactions get modeled ? ii) How options, tradeoffs, and agreements on requirements and design decisions get modeled and how the space of such decisions get collaboratively explored ? iii) How changes in the decision rationale entities (for example objectives, rationale, etc.) and their effects on other decisions get modeled? Such a model is critical to addressing the problem of decision maintenance required to coordinate the decision making of the involved stakeholders, and iv) How requirements and design decisions get modeled and their relationships ?
Any solution to the above problems based on formal structuring of the entities [9] leads to complexity in the corresponding support system and consequent cognitive overload on the part of the users. At the other extreme, completely unstructured representations (for example use of natural language) leads to intractability in the support mechanisms.
In this paper we briefly describe the WinWin approach that makes use of semi-structured representations to address the Grst two questions and present the decision rationale model used in such an approach. We then define the problem of decision maintenance in the context of WinWin and present a solution to the problem based on an ontological description of the decision rationale, and a formal theory based on that ontology that aids in determining effects of changes in WinWin objects.
The WinWin Approach
The WinWin approach [7] is aimed at addressing collaboration for the requirements engineering phase of the software life-cycle. The three key ideas in the approach are:
WinWin Spiral process. The process [6] consists of two main steps: i) Identifying stakeholders and their win conditions ii) Creating win-win relationships collaboratively and negotiating to confi-ont win-lose and lose-lose situations. A key aspect of the process is that it introduces economic, product quality and risk considerations into the decision making steps and introduces tradeoff exploration into the process to address risks and conflicts. The process identifies the domain independent conceptual elements that forms the agreed upon ontology of decisions for collaboration and negotiation and also identifies the domain taxonomy, as a given, for providing a shared understanding of the domain. The taxonomy is used as a domain-specific reference model with respect to which stakeholders express their win conditions, issues and agreements.
Decision rationale model. The decision space that gets collaboratively explored in a WinWin process is modeled using four main conceptual objects: i) Win Condition -capturing the desired objective of the individual. ii) Issue -capturing the conflict between win conditions and their associated risks and uncertainties.
iii) Option -capturing a strategy for resolving an issue.
iii) Agreement -capturing the agreed upon set of conditions which satisfy stakeholder win conditions and also define the system objectives. The ontology also defines a set of relations between these objects. Figure  1 , shows a typical abstract structure of the decision rationale in terms of the above entities and the link types denoting the relations between them. As shown in the figure, an issue (I) is related to one or more win conditions (Wx and Wy) through the involves relation. 
Decision Maintenance Problem in WinWin
Given the above WinWin framework for collaboration, let us consider an example ljcenario that describes the two main services that the WinWin support system must provide to aid collaboration: 1) Decision rationale strucfure capture: Figure 3 4 ) shows the evolving WiiiWin decision structure based on objects and named links, as a win condition, W, on software portability is entered by a stakeholder, an issue, I, on efficiency is raised, an option, 0, based on using portability layers is considered by the stakeholders and finally the issue being resolved by an agreement, A, to restrict portability requirements to the interface layer.
The WinWin decision structure must be explicitly captured since it forms the basis for aiding goal directed collaboration and negotiation. 2) Decision stute maintenance. Figure 3. (ii) shows the corresponding changes in the decision state and the associated dependencies. As shown in the figure, addition of a win condition, W, on portability followed by addition of an unresolved issue, I, on efficiency leads to the win condition W, being at-issue. Resolving the issue, via an option leads to an agreement causing the win condition to be covered and considered to be in a valid state'. Here the decision state undergoes revision with decision update and aiding such state revision is key to supporting decision coordination.
The first service is provided in the the support framework discussed at the beginning of Section 2. The Winwin system aids in defining the objects and the directed named links in Figure 3 .(i) by using a set of schema templates (for details, please refer to [71).
The second service requires automated decision maintenance and is not supported in the system discussed above. In the rest of this paper we present a model for automated decision maintenance in the WinWin framework. The model makes use of an extended and formal description of the ontology for decision rationale and a theory based on that ontology that specify the conditions for states of the elements in the ontology. We then consider an extended WmWin support framework, where decision maintenance service is provided via coordination of a set of agents that use the theory to infer effects of a change and propagate its effects.
Ontology of WinWin Decision Rationale
As discussed in section 2, the WinWin approach identifies four basic object types that capture a stakeholder's win conditions, issues, options and agreements. In order to consider the effect of changes in the justification or rationale for a win condition, rationale for an issue, and rationale for choice or rejection of an option, the base set of WinWin objects is extended to consider reason as a first class object. A generic constraint object is also introduced to aid in capturing structure where available. Constraints are used to elaborate win conditions, options and agreements. A constraint captures assertions that specify domain specific restrictions on the requirements and the design2.
The extended ontology defines the following conceptual objects:
Wincondition: encapsulates problem domain specific software functional and non-functional objectives and desired process constraints (e.g. schedule and cost)
Reason: encapsulates domain specific arguments for a wincondition, arguments for the decision made pertain- specifying object attributes and link types between objects. Unary predicates are used to define the states of objects. Figure 4 shows a portion of the ontology pertaining to the wincondition, issue, option and the agreement object. Each object type is defined by a set of tuples, where each tuple consists of the slot name denoting the relation name with a single or multiple cardinality and a typed value field that ranges over an object or enumerated value set. For example, in the win condition object W, the relation comment is a one-to-many function between win conditions and the set of all strings. Similarly the relation defined by the adopted-by slot in an option is a one-to-one function between the options and agreements. The state slot of each object is a lone-to-many function from the object to an enumerated set of unary predicate constants. For example, a win condi,tion can be in both active and at-issue state. The theory defining the state predicates is discussed in the following section.
Theory Defining State Predicates
The state of an individual object in the WinWin decision structure database is impacted by the updates that a stakeholder makes to (user initializable) states of objects and relations between the objects. The updates are captured via changes in the slot values of existing objects or creation of new objects. Now the problem is determining the effects of the updates and their propagation through the database. Determining the effects of such changes can be relegated to the stakeholder based on a shared understanding of an informal description of the states. Such an approach leads to computational overload on the stakeholders when the decision rationale database becomes complex and hence is not scalable. An altemative approach, that we adopt, is to make explicit the theory defining the states3-that can then be exploited to infer effects of changes by an automated agent. Table 1 shows part of the theory that defines how states of objects depend on relations among elements of the 
State Dependency Structure
A given decision rationale structure representation in WinWin only makes explicit the individual object instances, their states and relations. The theory then implicitly defines a state dependency structure for the states of the objects in the structure. Figure 5 shows an example of the dependency structure for a win condition, W, on computer driven interactive interface, to be in a valid state. The valid state of the win condition is justified by the win condition beiing active (depends on having a valid rationale), the relata3 issue, I, being resolved and the win condition being covered by a committed agreement. The issue I is resolved due to the option 0, addressing I is valid. The option 0 is valid since it is admissible and there is no valid reason for its rejection and their is a valid rationale for 0. The implicit nature of the state dependency arises from the fact that the WinWin object representation does not maintain an explicit representation of the justification for the states.
WinWin Decision State Revision and Change Propagation
Decision maintenance for the implicit state dependency structure require revisions of the states such that the states can be justified relative to the theory and the changed decision database. The basic steps taken to achieve consistency are: i) localized inference of new states that are consistent with the theory, in the immediate neighborhood of the object where update occurs and ii) revision of the existing states for consistency with respect to the inferred states, and propagation of the revisions through the existing dependency links in the structure [11, 12] .
To illustrate the above revision process -we take the example given in Figure 5 to be the initial state and consider the situation ( Figure 6) 
Decision Maintenance Service Agent
The model developed above can be used U, define an automated agent that provides the decision maintenance service. In a distributed WinWin framework -such an agent will reside in each WinWin client that interacts with a specific stakeholder and the agent must coordinate with the other service agents associated with other clients to propagate the state changes.
The operation of the agent in each client site is defined by the method4 given in Table 2 . The agent is triggered by updates that are locally posted or by messages it receives to propagate a change from other client sites. For the clarity of the presentation we have ignored issues of concurrent updates and other issues that arise in agent coordination. The input to the method is an update that specifies a change to a slot (the relevant slots here are ones which model relations between objects and state of an object) and the theory defining states of objects.
Step 1 retrieves the set S of immediately related objects.
Step 2 iterates over S and takes action to revise their states where required. It has two substeps. In substep 2 (a), all the possible states of the related object Wi are recomputed in the context of Wx.
Step 3 revises the existing states of Wi to be consistent with the inferred states. If the object whose state needs revision is not locally owned -the agent process sends a message to propagate change to the agent which owns it. The last step requires the WinWin router ( Figure 2 ) to maintain a name space which identifies the agent owning a particular object.
Summary and Future Work
The research presented in this article identifies the problem of decision maintenance in the context of the WinWin framework for collaborative requirements engineering and presents a solution to the problem. The key ideas in the solution involve i) defining the ontology of decision rationale in WinWin ii) defining a a theory based on that ontology that specifies the conditions for decision states. iii) defining an agent that utilizes the theory to infer 4. The method assumes that there are no cycles in the decision dependency structure.
revisions and propagate the effect of changes via communication with other agents that support collaboration in a distributed WinWin support framework. Current work is focused on implementing these agents in an extended WinWin support framework. Some of the directions for future work are i) defining a model for aiding decision space exploration based on the existing ontology ii) domain independent model of the notion of optimality of decisions and how to provide feedback to users on lose of optimality due to changes in decisions and iii) how states of objects and the theory can be used to provide support for incremental backtracking over decisions, and iv) definition of a set of agent services for coordination and collaboration in concurrent engineering of software.
ps of the method to propagate state changes. 
