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O. INTRODUCTION 
Le but de ce mémoire est la réalisation d'un 
programme permettant la résol tion de problèmes 
d'optimisation linéaire ainsi que d iverses manipulations 
sur les résultats o b tenus, dans un e sprit de convivialité 
susceptible de donner naissa ce à un produit 
d'utilisation aisée et agréable, en particulier au niveau 
de l'introduction des données. ous présentons tout 
d'abord quelques considérations d'ordre général 
but de cerner globa l ement l'apport de ce travail. 
Le problème général 
[DAN 66], [SIM 72] s ' écrit 
n 
optimiser z = I: c, x, 
j=l 
sous des contraintes 
n 
I: a1 , X J >= b1 i 
j=1 
n 
I: 81 J x, <= b1 i 
j=l 
n 
I: a 1 , x, = b1 i 
j=! 
X J >= 0 j 
x, quelconque j 
Les 81 J , b 1 , CJ ( i = 
des constantes données. 
de la programmation 
= 1' . . . , p . 
= p+l, . . . , q . 
= q+1, ... , m. 
= 1 ' . . . , r . 
= r + 1, . . . , n . 





Ces expressions synthétiques peuvent être le reflet 
de formulations générales complexes. 
Considérons à t itre d'exemple le problème simplifié 
suivant tBROJ 
de machines et 
un ensemble d'équ i pements donné, composé 
d'outils, est des t iné à la production de 
différentes pièces. 
pièces nécessite 
La production de 
essentiel l eme n t 
chacune de ces 
une opération 
particulière, requérant l'utilisati o n d'un outil précis 
et de l'une des mac h ines . En outre, production et ventes 
doivent être planifiés sur différentes périodes de temps. 
Sont à déterminer les grandeurs suivantes 
pour chaque période de 
chaque pièce produire. 
pour chaque 




temps, quel le quantité de 
temps, quel le quantité de 
quelle quantité restante 
reporter dans le stock d'une période sur la suivante. 
pour chaque période de temps, quel est le nombre 
de jours de production de chaque outil en conjonction 
avec chaque machine. 




les pièces pour la période de planification. Cette 
se calcule en tenant compte des éléments 
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- contribution au profit net de chaque pièce vendue 
- coots variables associés à la production 
- coûts de stockage de chaque pièce 
NB on néglige 1 es coûts fixes associés à la 
production 
Les contraintes suivantes doivent être satisfaites 
pour chaq u e période de temps, disponibilité 
limitée des outils. 
pour chaque période de temps, disponibilité 
limitée des machines. 
pour chaque période de temps et pour chaque pièce, 
les ventes ne peuvent excéder la demande prévue. 
pour chaque période de temps et pour chaque pièce, 
les ventes doivent excéder une certaine fraction de la 
demande prévue. 
pour chaque pièce, la quantité restante en fin de 
période de planification doit prendre une valeur précise. 






problème peut être mis sous forme de programme 
Définissons tout d'abord Je concept de jour 
I 1 s'agit, pour une pièce donnée, de la 
qui serai t produite en un jour si un out i 1 
requis fonctionnai t normalement sur une machine. Les 
conventions de notation seront les suivantes 
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- indices 
i indice les pièces 
j indice les outils 
k indice les machines 
t indice les périodes de temps, t = 1 , ... , T 
- données 
nombre de jours de disponibilité de 
l'outil j pendant l a période t 
bkt nombre de jours de disponibilité de la 
machine k pendant l a période t 
production 
la période t 
C J k t coût variab l e journalier associé à la 
sur un outil j, sur une machine k et pendant 
d1t demande prévue pour la pièce i pendant 
la période t, en jours standards 
h1t coût de stockage d'un jour standard de 
la pièce i pendant toute la durée de la période t 
I 1 o 
standards >= 0) 
j t T 





stock initial de la pièce i, en jours 
stock final de la pièce i en jours 
contribution au profit de la vente 
jour standard de la pièce i pendant la 
51 t fraction minimale de d1 t qui doit être 
satisfaite 0 (= St t <= 1 
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- variables de décision 
l 1 t quantité prévue en stock de la pièce i 
en fin de période t, en jours standards 1 <= t < T> 
E1 t : ventes prévues de la pièce i pendant la 
période t, en jours standards 
jours de 
outil j pendant la période t 
pr o duction prévus 
jours de production prévus 
outil j sur une machine k pendant l a période t 
pour un 
pour un 
U1 t : production prévue de la pièce i pendant 
la période t, en jours standards 
En utilisant ces notations, nous pouvons poser le 
problème sous la forme 
Max I:I: p 1 t E, t - I:I:I: c J k t \J J k t - I:I: h I t ( I 1 t - 1 + I 1 t ) / 2 
it jkt it 
\J j' t I: \,J J k t = V J t 
k 
\/ j ' t I: u, t = V J t 
i 
V k,t 
V i, t II t = I, t - 1 + U1 t - E, t 
V i' t 
'd j, t 
\J i 11 t > = 0 1 <= t < T 
'd j, k , t 
NB on considère qu'aucune limite n'existe sur la 
quantité i de pièces productibles pendant une période. 
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Cet exemple permet d'imaginer combien peut être 
lourde et fastidieuse l'introduction en mémoire du 
problème, et particulièrement des données, lorsque l'on 
désire effectuer le traitement au moyen de l'un des 
logiciels de résol u tion existants. Ceux - ci 
comme caractéristi q ue commune une grande 
ont en effet 
rigidité au 
niveau de la 
l'utilisateur 
au 
reco naissance des données, ce qui exige de 
une définition du problème spécialement 
logiciel et éloignée de la perception destinée 
naturelle qui est la sienne, en raison de la multiplicité 
et de la forme des déclarations et des valeurs à 
introduire. Le logiciel LAMPS [AMSLJ, disponible aux 
Facultés en est un exemple bien qu'il propose un 
générateur de problèmes (MAGIC> essentiellement destiné à 
faciliter le traitement de très gros problèmes moyennant 
l'apprentissage d'u langage d'écriture [FOR]. 
Nous avons choisi de répondre à cet inconvénient par 
l'implémentation d'un logiciel capable de reconnattre les 
données d'un problème de programmation 
formulé dans u n e syntaxe proche 
mathématique naturel le de ce problème, 
permettant ferait sur papier, en 
linéaire simple 
de l'écriture 





du symbole de sommation et du 
universel. L'utilisateur se contente donc 
les d o nnées à l'aide d'un éditeur dont le 
choix lui revient. Cet ensemble de données est ensuite 
traité de manière à en corriger la syntaxe et à en 
construire une représentation adéquate dans la mémoire de 
l'ordinateur, représentation qui est finalement 
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transformée afin de permettre l'application immédiate de 
la méthode du simplexe. 
En outre, un e ffort particulier a été fourni au 
niveau de l'analyse de sensibilité et du paramétrage dans 





traiter ainsi qu'une visualisation simple 
résultats obtenus. Il nous faut cependant 
signaler que le module de paramétrage annoncé ici comme 
dans la suite du texte, n'a pu faire l'objet de tests 
suffisants pour garantir une fiabilité satisfaisante. Par 
conséquent, tout accès à ce module a été supprimé dans la 
version actuellement disponible du logiciel. 
Enfin, l'ense mble du 





travail, implémenté en langage 
a été conçu dans un esprit de 
favoriser une extension future 
optimisation des performances, visualisation 
de certains résultats, programmation linéaire 
en variables entières, partiel l ement ou totalement, 
programmation quadratique, 
La présentation de ce texte est organisée comme 
suit. 
Les deux prem i ers chapitres décrivent respectivement 
la syntaxe et sa représentation en mémoire. Si 
l'utilisateur peut considérer le premier de ces chapitres 
comme une sorte de guide ou de mode d'emploi lui 
permettant un usa g e satisfaisant du logiciel, i 1 ne 
manquera pas de c o nsulter le second s'il s'intéresse de 
plus près à la repr é sentation des données en mémoire. 
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Le troisième chapitre propose un rappel théorique 
sur la programmation linéaire et explicite les points de 
théorie implémentés. 
Le quatrième chapitre indique quelles sont 1 es 
programme structures nécessaires à l'implémentation du 
linéaire proprement dit et envisage l'obtention de ces 
dernières à partir des struct u res générées par la 
reconnaissance de la syntaxe. 
Le cinquième chapitre repren d les caractéristiques 
plus concrètes de l'implémentation , en particulier les 
limites imposées au niveau de la taille des données et 
leurs conséquences pratiques au niveau de l'utilisation 
optimale du logiciel. 
A la suite du chapitre consacré à la conclusion, en 
annexe, seront exposés d'une part une description des 
procédures et fonctions, au sein du listing du programme, 
et d'autre part un compte-rendu des tests effectués. 
L'exemple développé plus 
conducteur 
d' i ! lustrer 
abordés. 
tout au long du 
avantageusement 







CHAPITRE 1 : DEFINITION DE LA SYNTAXE 
syntaxe 1 
1. DEFINITION DE LA SYNTAXE 
1 . 1 GENERAL 1 TES 
Comme indiqué précédemment, l'accent a été mis ici 
sur la convivialité. En effet, moyennant 
restrictions, l'utilisateur peut introduire un 
quelques 
problème 
de programmation linéaire simple au clavier sous une 
forme très proche de l'écriture mathématique de ce 




le respect d'une logique inhérente à l'utilisation 





des symb oles de quantification 
sommation, certaines notations universel le 
mathématiques anodines demandent à être adaptées afin 
d'être aisément reconnues par le logiciel tout en gardant 





point quanti f ication 
sur toutes les valeurs d'indices à 
l'exception d'une seule, contraintes supplémentaires sur 
les variables pour une valeur particulière d'indice , 
considérations de décalage sur l 'ensemble des valeurs 
d'indices <I1tl2 + l I t _, /2). Des solutions particulières 
ont do être développées et sont présentées plus bas 
En outre, le logiciel offre à l'utilisateur 
possibilité de visualiser les résultats obtenus 
la 
à 
l'écran, d'en garder trace écrite au moyen d'une 
impression ou de les mémor i ser sur disque , toute 
combinaison de choix étant possible. 
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Par contre, aucune possibilité n'étant prévue pour 
déclarer 1 e signe des variables intervenant dans le 
problème, ce! les-ci sont supposées positives, ce qui a 
comme conséquence d'obliger éventuellement l 'uti 1 isateur 
à aménager l'expression du problème avant tout usage de 
ce logiciel. 
La première apparition d' u n nom de variable et de 
ses éventuels indices <noms de familles) au sein de la 
fonction objectif ou d'une contrainte tient 1 i eu de 
déclaration pour cette variable. 
En toute généralité, l'utilisateur doit introduire 
les données en quatre paragraphes d i stincts 
1. déclaration des familles d'indices 
2. déclaration des constantes 
3. écriture de la fonction objectif et des 
contraintes 
4. commentaires relatifs à l 'a p plication 
Seul le troisième de ces paragraphes est obligatoire 
mais si plus d'un paragraphe apparatt, l'ordre indiqué 
ci-dessus doit être respecté. 
Chaque paragraphe, s'il apparatt, doit commencer par 









Le premier paragraphe contient de 1 à 15 
déclarations de familles d'indices différentes séparées 
par " . " 
' . 
Le second rassemble de 1 
constantes différentes séparées par 
à 15 déclarations 
" . " , 
de 
Le troisième regroupe la fonction objectif et de 1 à 
30 contraintes sous forme d'équations ou d'inéquations, 
toujours séparées par ft • tt 
' 
Cependant, pour des raisons techniques qui seront 
évoquées en détail dans 1 e chapitre traitant des 
caractéristiques relatives à l'implémentation, 
l'utilisateur est invité à veiller à ce que Je problème 
introduit ne conduise pas à un tableau du simplexe dont 
la ta i 1 1 e dépasse 
incluant 
50 lignes sur 90 colonnes, ces 
dimensions la démultiplication éventuelle et 
automatique des contraintes après explicitation des 
quantificateurs universels ainsi que les variables 
d'écart et/ou artificielles automatiquement ajoutées en 
cas de nécessité. En pratique, le fonctionnement correct 
du logiciel est garanti tant qu'est satisfaite la formule 
suivante : 
90 = nombre de variables+ 2 * nombre de lignes 
Ajoutons enfin qu'en aucun cas le nombre de noms de 
variables ne dépassera 20. 
Une déclaration, 1 a fonction objectif et les 
contraintes peuvent s'étendre sur plusieurs lignes, la 
longueur de celles-ci étant limitée par l'éditeur choisi. 
Les autres séparateurs 
dans une déclaration sont 




- , "+", " - " 
d'intervenir 
"*", " = " 
Une suite de caractères terminée par un séparateur 
ne peut avoir une longueur excédant 80 caractères, quelle 
que soit sa fonction. 
La liste des mots réservés est la suivante 
Fam, Cst, Equ, Corn, Fin, Som. 
L'usage des quatre premiers de ces mots a été vu 
plus 
de 
haut. "Fin" suivi du séparateur ":" signale la fin 
l'introduction du problème. Toute information 
introduite à la suite de "Fin :" sera ignoréée. "Som" est 
le symbole de sommation. 
Sont également réservés les symboles ">=", " <=" et 
"#", ce dernier étant choisi pour représenter l e 
quantificateur universel. 
Les noms de familles d'indices, de constantes, de 
contraintes et de variables doivent etre alphanumériques, 
uniques (identifiants), ne contenir aucun séparateur et 
etre différents des mots et symboles réservés. 
Le logiciel implémenté ici se limite à 10 caractères 
identifiants. Majuscules et minuscules ne sont pas 
différenciées. 
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1.2 CONVENTIONS PRELIMINAIRES 
Dans le but de faciliter la compréhension des règles 
de syntaxe détaillées qui vont etre données ci-dessous, 
nous établissons les conventions suivantes : 
1. - un ensemble d'éléments entre accolades suivies 
d'un indice doit etre répété selon les valeurs de cet 
indice. 
- un"/" entre deux éléments indique un choix 
possible entre ces éléments. 
2. <fami 11 es> désigne 1 a cha tne 
{<nom de famille> l11 {,<nom de famille > l11 
0 <= M <= 1 
0 <= N <= 2 
Exemples 
écrire : 
après avoir déclaré 
(aucun nom de famille) 
I • J 
I, J, K 
3. Si plusieurs indices 
I ' J et K ,on peut 
sont présents, 
l'introduction des valeurs de constantes se fait en 
considérant que l'indice apparaissant le plus à droite 
varie le plus rapidement. En particulier, toute matrice 
est introduite ligne par ligne. 
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4. Au sein de toute déclaration de constante, une 
attention particulière doit etre accordée au nombre de 
valeurs réelles introduites après le signe d'égalité. En 
effet, l'utilisation du quantificateur universel, noté 
"#", permet de ne pas indiquer ex p licitement toutes les 
valeurs mais en exige le nombre nécessaire et suffisant 
pour garantir la cohérence de la déclaration. 
Exemples après avoir déclaré 
= [ 1 _3 J ; 
J = [ 1 _2 J ; 
on peut écrire #1, Cl(l,J) = 1, 2; 
#1, #J, C2Cl,J) = 3; 
5. <famille sauf valeur> désigne la chatne 
<nom de famille><> <valeur> 
où <valeur> doit etre 
soit un entier appartenant à 1' intervalle 
définissant la famille <nom de famille> si celle-ci est 
déclarée par intervalle 
soit une "valeur" appartenant à l'énumération 





après avoir déclaré 
= [ 1 _3 J ; 
plus 
vi ! le = (namur, bruxel les); 





5b. <fami 1 les exceptions> désigne la chatne 
{<famille sauf valeur ) / ( nom de famille >}# 
{,<famille sauf valeur >/, <nom de famille >}# 
0 <= M <= 1 
0 <= N <= 2 
Exemples après avoir déclaré 
= [ 1 _3 J ; 
J = [1_4]; 
vi 1 le = (namur, bruxel les); 
on peut écrire 
I < > 1 
I, J <> 2 
I, J < > 3, ville <> namur 
I, J, ville 
1 <> 2, J, ville 
6. <fam pour va 1 g 1 ob> désigne la cha tne 
<nom de famille> >< <valeur globale> 
où <valeur globale> doit être 
soit <valeur > au sens de la convention 
précédente 
soit un <nom de famille >, " >< " exprimant une 
égalité généralisée à ce dern i er cas, signifiant que les 
valeurs successives prises par les fami ! les situées de 
part et d'autre du signe ">< " progressent en parallèle. 
Seuls des familles définies par intervalle (voir ci-
dessous le paragraphe FAMlLL ES D'lNDlCES> peuve n t 
apparattre de part et d'autre de ce signe. 
Exemples après avoir déclaré 
I = [ 1 _3 J ; 
ville= (namur, bruxelles); 
temps = [ 1_12]; 
temps décalé= [0_1 1 ]; 
on peut écrire 
I > < 3 
vil le> < bruxel les 
temps>< temps décalé 
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6b. <familles égalités> désigne la chatne 
f <fam pour val glob>/ <nom de famille >}# 
f, <fam pour val glob ) /, <nom de famille >JH 
0 <= M <= 1 
0 <= N <= 2 
Exemp l es après avoir déclaré 
= [ 1_3 J ; 
J = [ 0_2 J; 
vil le = (namur, bruxel les); 
on peut écrire 
I, J > < 2 
> < 1, vi ! le >< namur 
> < J, ville 
I, J > < 0, ville 
Rema r que : une illustration explicite de l'utilité 
des méca n ismes introduits dans les conventions 5 à 6b 
sera donnée plus bas dans le pa r agraphe EXEMPLE, o ù nous 
retrouverons les problèmes pa r ticuliers introduits en 
début de chapitre reflétés pa r l'exemple introductif. 
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7. <élément de s omme> désigne la chatne 
{ <réel signé> },, * Som( <familles exceptions.> ) 
{<réel non signé ) },, * 
<nom de constante> ( <familles égalités> ) * 
<nom de variable> ( <familles égalités>) 
0 <= M <= 1 
0 <= N <= 1 
Au sein même de <élément de somme > , des règles de 
cohérence sont à respecter 
- "Som" est facultatif. 
si "Som" apparait, i 1 doit êt r e suivi d'une 
parenthèse ouvrante et d'au moins un nom de famille ainsi 
que d'au moins le champ <nom de variable > . 
dans la déclaration de la fonction object i f, 
tout nom de famille apparaissant éventuellement entre les 
parenthèses qui suivent le <nom de constante > et/ou l e 
<nom de variable > , à gauche du symbole " >< ", doit 
apparaître dans les parenthèses dépendant de "Som" si 
celui-ci es t présent, sauf si le symbole" >< " est suivi 
d'une valeur part i culière dans chacun des champs 
apparaissant dans la déclaration. 
dans la déclaration d'une cont r aint e, tout 
nom de famille apparaissant éventuellement ent r e les 
parenthèses qui suivent le <nom de constante > et / ou Je 
<nom de variable > , à gauche du symb o le " >< ", doit 
apparaitre soit dans les parenthèses dépendant de "Som", 
si celui-ci est présent, sauf si le symbole " > <" est 
suivi d'une valeur particuliè r e dans chacun des champs 
apparaissant dans la déclaration, soit dans l'ensemble du 
ou des nom ( s) de famille appa r aissant après d'éventuels 
"#". 
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les opérations arithmétiques ne sont pas 
permises entre réels ni entre constantes au sein d'un 
même <élément de som me>. 
on remarquera que les sommes (Som) imbriquées 
doivent etre transformées Som(I) Som(J) doit s'écrire 
Som(I, J). 
Exemples après avoir déclaré les familles et 
constantes nécessaires, on peut écrire : 
3 * som<i,j<)1) 2 * cst1(i,j) * var1(i,j) 
-5 * cst2(i >< 1 ,j,k) * var2(i >< 1,j,k) 
4 * X 
cst3 
som<i,j) cst1(i >< 1,j) * var1(i,j) 
som(j) cst1(i >< 1,j) * var1(i >< 1,j) 
som(i,j) cst4(i >< 1,i) * var1(i >< 1,j) 
8. <élément sans variable> désigne la chatne 
{<réel signé).7 11 * Som(<familles exceptions> ) 
{<réel non signé>JH * 
<nom de constante)((familles égalités>) 
0 <= M <= 1 
0 <= N < = 1 
Des conventions analogues à celles exposées ci-
dessus sont à respec t er. 
Exemples ap r ès avoir déclaré 
constantes nécessaires, on peut écrire 
- 3 * som<i<>1,j) cst1(i,j) 
4 * cst2(i) 
les familles et 
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9. <sep> désigne l'un des symboles ou groupes de 
symboles 
"=", ">=", "<=" 
1.3 FAMILLES D'INDICES 
Sont permises 
1. les familles définies par intervalle 
<nom de famille>= f<entier>_<entier>J; 
Dans Je cas d'une telle déclaration, le logiciel 
refuse une borne inférieure supérieure ou égale à la 
borne supérieure. 
2. les familles définies par énumération 
<nom de famille>= <<nom,>, . . . , <nom#>); 
N >= 2 
Les noms intervenant dans l'énumération peuvent être 
des entiers, des réels ou des chatnes de caractères mais 
n'apparattre qu'une 
énumération. 
seule fois au cours de la même 
Exemples de déclarations correctes 
Fam = [1_20); 
J = [ -5 5 J • 
- , 
origine= (Liège, Namur, Bruxelles>; 
destination= (Namur, Anvers); 
impair = (un, trois, cinq, sept); 
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Exemples de déclarations erronées 
Fam K = [ 5 _1 J ; 
ville= <Liège, Namur, Liège); 
impair = < 1, 3, 5, 7) ; 
1. 4 CONSTANTES 
Les constantes peuvent avoir 0, 1, 2 ou 3 indice(s) 
et la déclaration des constantes avec indice(s) peut être 
facilitée par l'utilisation du quantificateur universel 
qui dans ce cadre sera noté"#". 
Toute déclaration de constante est de la forme 
suivante : 
{#<nom de · fami 11 e>, J A <nom de cons tan te> ( <fami 11 es>) 
= <réel>{, <réel>la; 
0 <= A <= 3 
B étant tel qu'il obéit à la quatrième convention 
prél i minai re. 
Exemples de déclarations 
suivantes 
Supposons les 
fam = [1_2]; 
J = C 1 _3 J ; 
K = C1_4J; 
déclarations de familles 
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Sont correctes les déclarations de coistantes 
est Scalaire = 25; 
Vecteur(!) = 1.5, 2; 
Matrice< I, J) = 1, 2, 3.5, 
# I , Tabl<I> = 1 ; 
# I , Tab2< I, J) = 1' 2, 3; 
# I , #K, Tab3< I, J , K> = 1 , 
Sont erronées les déclarations : 
est Sca l aire= 1, 2; 
Vecteur(!) = 1.5; 
#1, Tab1<I> = 1, 2; 
#J, Tab1(1) = 1; 
4, 5, 6; 
2.5, 3; 
L'utilisateur dispose en outre de la possibilité de 
réinitialiser une ou plusieurs des valeurs de la 
constante déclarée sous Je nom Je plus récent, un nombre 
infini de fois, seule la ou les dernière(s) valeur(sJ 
introduite(s) étant prise(sJ en compte. Les règles de 
respect de cohérence vues au niveau des conventions 
préliminaires restent bien sar d'application. 
Exemples 
Supposons 
que plus haut. 
les mêmes déclarations de familles 
Sont correctes les déclarations 
est Scalaire= 25; 
Scalaire= 30; 
# l, Vecteur ( I ) = 1; 
Vecteur(2) = 2; 
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# I , # J, Matrice ( I , J ) = 1 ; 
#1, Matrice(!, J ) = 1, 2, 3; 
Matrice(2, 3) = 7; 
Est erroné l'ensemble formé des déclarations 
est Scalaire= 25; 
Vecteur ( I ) = 1, 2; 
Scalaire= 30; 
1.5 FONCTION OBJECTIF ET CONTRAINTES 
La première déclaration de ce paragraphe est en fait 
la fonction objectif. Elle ·doit être de la forme : 
Min/Max [{<élément de somme)/ 
(élément sans variabie>JAJ; 
1 <= A <= 7 
Il est bien évident que si le premier élément est 
positif, son signe est facultatif . 
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La forme de la d éclaration d'une contrainte est 
<nom de contrainte>, {#(fami I Je sauf valeur > , }A 
{(élément de somme>J» <sep> 
{<élément sans variable > Jc; 
0 <= A < = 3 
1 <= B <= 7 
1 <= C < = 7 - B 
Exemples 
Les déclarations des noms de familles et de 
constantes étant celles du premier exemple du paragraphe 
seront considérées comme correctes les précédent, 
déclarations de fonction objectif et de contraintes 
suivantes : 
Min (3 * X - 2.5 *Y+ 7 * ZJ; 
Un, X - 3 *Y>= 10; 
Deux, - 4 *Y+ 2.5 * Z >= 8.5; 
Max (-3 * Som(!) Vecteur(!) * Var1(1) + 
2 *Scalai r e+ 
Som(!, J) 4 * Matrice(!, J ) * X<I, J)J; 
Contr1, #J, Som(!) Vecteur(!)* X<I, J) <= 
Som ( !) Tab2(1, J); 
Contr2, #1, Vecteur(!) * Var1(1) + Var2 + 
Som(J) Matrice(!, J) * X(!, J) <= 
Tab1 CI) + Som(J) Tab2Cl, J); 
1.6 COMMENTAJRES 
Ce paragraphe est destiné à permettre à 
l'utilisateur la constitution d'un ensemble 
d'informations relatives à l'application traitée 
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signification des variables, constantes et contraintes, 
contexte, etc. 11 est constitué d'un 
lequel ne porte aucune vérification. 
1. 7 EXEMPLE 
Afin de mettre en évidence les 
avantages inhérents à l 'uti 1 isation du 







donnons ici une version · de l'exemple développé dans 
l'introduction dont la syntaxe répond à l'ensemble des 
exigences présentées ci-dessus. Les valeurs explicites 
indiquées ne le sont qu'à titre d'exemple et ont été 
choisies essentiellement pour il lustrer au maximum les 
caractéristiques du l ogiciel. 
Fam i = [ 1_10 J ; 
j = [ 1 _3 J ; 
k = [ 1 _5 J ; 
t = [ 1 _12 J ; 
tp = [ 0 _11 J ; 
Cst # t, a(j, t) = 3, 4, 5; 
#t, #k, b(k, t) = 4· ,
# t, b(3, t) = 3; 
# j, # t, C ( j, k, t) = 3.2, 4.5, 6, 2. 1, 4; 
#t' d < i , t) = 3, 2, 3, 2, 4, 2, 3, 3, 4, 4; 
d(4, 4) = 4· ,
# i, h < i , t) = 1, 2, 3, 4, 5, 6, 
7, 8, 9, 10, 11, 12; 
# i , h ( i, 4) = O; 
# i, init(i) = O; 




init(5) = 3; 
init<7) = 2; 
#i, fin(i) = 1; 
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#t, p(i, t) = 1, 2, 3, 4, 5, 6, 7, 8, 9, 10; 
#t, #i, s(i, t) = 0.85; 
Max[ Som ( i, t) p ( i, t) 
* 
E ( i, t) -
Som(j, k, t) C ( j , k, t) 
* 
w ( j , k, t) -
0.5 
* 





Som< i, .t<> 1) h < i , t) 
* 
I I < i , t> < tp) 
Som< i, t) 0.5 
* 
h ( i , t) 
* 
I I < i , t) ] ; 
#j, #t, Som(k) w ( j ' k, t) - V(j,U = O; 
# j, #t, Som(i) u ( i, t) - V< j, t) = O; 
dispo1, #k, # t, Som(j) w ( j , k, t) <= b(k, t); 
dispo2, # j, #t, V ( j, t) <= a(j, t); 
-
equi1, # i, II ( i, t> < 1) - U<i,t><1) + E<i,t> < 1) = init<U; 
equi2, # i, #t<>1, II <i,U-1 I (i,t > <tp)-U<i,U+E<i,U 
final, # i, I I < i , t><12) = fin(i); 
initial, #i, varinit(i) = init(i); 
fraction, #i, #t, vars(i, t) = s(i, t); 
vente!, #i, #t, E(i, t) - d(i, t) * vars(i, t) > = 0; 
vente2, #i, #t, E(i, t) <= d(i, t); 
= O; 
Corn Détail Ions quelque peu certaines déclarations 
de constantes afin de fixer les idées : 
la forme de la déclaration de a(j, t) a pour 
effet la mémorisation de la matrice suivante 
3 3 3 3 3 3 3 3 3 3 3 3 
4 4 4 4 4 4 4 4 4 4 4 4 
5 5 5 5 5 5 5 5 5 5 5 5 
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les deux lignes constituant la déclaration de 
b(k, t) induisent la matrice 
4 4 4 4 4 4 4 4 4 4 4 4 
4 4 4 4 4 4 4 4 4 4 4 4 
3 3 3 3 3 3 3 3 3 3 3 3 
4 4 4 4 4 4 4 4 4 4 4 4 
4 4 4 4 4 4 4 4 4 4 4 4 
enfin, la déclaration de h < i , t) constitue la 
matrice 
1 2 3 0 5 6 7 8 9 10 11 12 
1 2 3 0 5 6 7 8 9 10 11 12 
1 2 3 0 5 6 7 8 9 10 11 12 
1 2 3 0 5 6 7 8 9 10 1 1 12 
1 2 3 0 5 6 7 8 9 10 11 12 
1 2 3 0 5 6 7 8 9 10 11 12 
1 2 3 0 5 6 7 8 9 10 11 12 
1 2 3 0 5 6 7 8 9 10 11 12 
1 2 3 0 5 6 7 8 9 10 11 12 
1 2 3 0 5 6 7 8 9 10 11 12 
Au niveau des déclarations de contraintes et de 
la fonction objectif, on remarquera les restrictions 
suivantes 
- introduction du réel sous forme décimale. 
"démultiplication" d'une même expression 
mathématique au niveau de 1 a fonction objectif. En effet, 
la constante du problème 110 ne peut apparattre ici en 
tant 
I<i,t), 
que cas particulier d'une variable 
t n'étant défini que de 1 à 12. 
I I t , notée 
Il y a donc 
obligation d'introduire une famille de "décalage" (tp) et 
d'identifier autrement I I o • Les équations "equi1", 
"equi2" sont le résultat d'un raisonnement analogue et 
l'équation "final" impose à 1112 une valeur constante. 
nécessité de changer le nom de la variable 
" I "' en l'occurence en "II", en raison de l'exigence de 
noms identifiants et de l'existence préalable d'une 
famille d'indices de même nom. 
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introduction de la variable "var i nit" en lieu 
et place de la constante "init" dans la fonction objectif 





"vente!", introduction due aux restrictions de 
sein de <élement de somme > (on ne peut 
une constante que par un réel ou une 
en corollaire, in t roduction des équations 
"initial" et "fraction" pour p r éserver la sémantique du 
problème. 
obtention des deux inéquations "vente!" et 
"vente2" due à l'obligation de n'avoir qu'un seul signe 
d' (in)égal ité par déclaration d' ( in)équation. 
dans une contrain t e, report de tous les 




du séparateur et de tous ceux n'en contenant pa s à 
1.8 QUELQUES IND/CATIDNS UTILES 
I 1 ne s'agit pas ici d'un mode d'emploi proprement 
dit, Je logiciel guidant l'uti l isateur aux travers des 
différentes phases du travai 1. Nous nous contente r ons 
donc de résumer ici la chronologie des actions à 
réaliser. 
Après avoir créé un fichier de données au moyen d'un 
éditeur dont le choix est libre, l'utilisateur demande 
l'exécution du programme par la commande <prolico > 
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<PROgramme Linéaire convivial). Apparatt alors un écran 
par 1' intermédiaire duquel lui sont demandés 
- le nom du fichier de données à traiter 
- les périphériques de sortie souhaités 
• écran (oln) 
imprimante (oln) 
. disque (nom du fichier de sortiel <vide > ) 
Notes les valeurs par défaut pour les 




- toute combinaison de choix est possible 
mais un périphérique au moins est exigé. 
- lorsque l'utilisateur est passé sur tous 
les 
de 
champs, un accord définitif lui est demandé. En cas 
réponse négative de sa part, i 1 doit parcourir à 








fait au moyen 
l'annulation 
des symboles 
sont générés si le fichier de Des 
données à traiter n'existe pas ou si aucun périphérique 
sortie n'a été choisi. L'écran est ensuite réaffiché de 
et l'utilisateur a la possibilité d'introduire d'autres 
réponses aux questions. 
Lorsque le log i ciel peut traiter complètement le 
fichier, i I rend les résultats à l'utilisateur sur le(s) 
périphérique(s) demandé(s). Un nouvel écran est ensuite 
affiché pour permettre à l'utilisateur de poursuivre par 
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une analyse de sensibilité et/ou un paramétrage, sur les 
coûts et/ou sur les seconds membres des contraintes. En 
cas de réponse positive à l'une au moins de ces 
questions, l'utilisateur est invité à choisir les coûts 





y correspondent. Toutes les demandes 
ce moment et seront traitées 
successivement, le logiciel se li mitant à l'analyse de 
sensibilité et au 
fois. 
paramétrage sur un seul élément à la 
Notes si l'utilisateur a souhaité un paramétra-
ge, il lui sera également demandé d'introduire les bornes 
de l'intervalle pour chaque variable pour laquelle i 1 
exige ce traitement. 
- le même mécanisme d'accord définitif est 
d'application. 








doit retourner dans 
avant de relancer le 
Un message d'erreur de syntaxe est toujours 
accompagné de la localisation approximative de l'erreur 
dans le fichier de données, pointée par une flèche. 
En cas d'erreur de type différent (entrées/sorties, 
capacité mémoire, 
affiché. 
) ' un message 
------- - - ---- - - -------- - - - - -- --
d'erreur seul est 
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1.9 EXPLICITATION DES MESSAGES D'ERREUR 
01. nom invalide 
Erreur produite lorsqu'un nom ne commence pas par 
une lettre ou est absent. 
02. nom de paragraphe apparaissant deux fois 
03. nom de paragraphe attendu 
Erreur produite lorsqu'un nom de paragraphe est 
erroné ou que son séparateur est erroné. 
06. bornes menant~ un interva l le vide 
Erreur produite lorsque la borne inférieure d'une 
famille définie par intervalle est supérieure ou égale à 
sa borne supérieure. 
07. borne supérieure invalide 
Erreur produite lorsque la borne supérieure n'est 
pas un entier ou est absente. 
08. borne inférieure invalide 
Erreur produite lorsque la borne inférieure n'est 
pas un entier ou est absente. 
09. ,, ,, attendu 
10. "J" attendu 
11. énumération trop longue 
Erreur produite lorsque le nombre de valeurs 
introduites dans une constante est supérieur à celui 
attendu en fonction des noms de familles y intervenant. 
12. " ) " attendu 
14. "=" attendu 
15. "(" ou "[" attendu 
16. ";" attendu 
19. "," ou ")" attendu 
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20. nom de famille invalide 
Erreur produite lors de l'apparition dans une 
constante ou une variable d'un nom de famille qui n'a pas 
é t é déclaré. 
21. trop d'indices 
Erreu r produite lorsque le nombre de noms de 
fami ! les dans les parenthèses d'une constan te ou d'une 
variable ou dans les 
actuellement fixé à 3. 
22. H H , attendu 
" # " 
23. " ( " ou "='r attendu 
24. "#" attendu 
excède 
26. déclaration incohérente 
le maximum pe r mis , 
Erreur produite en cas d'incohérence dans les noms 
de f ami 1 1 e 
n'apparaissant 
d'incohérence 
d'une constante ou 
pas pour la première 
facilement détec t able 
d'une variable 
fois ou en cas 
entre noms 
familles d'une constante ou d'une variab l e et noms 
de 
de 
familles de quantification universel le. 
27. t y pe de valeur invalide 
Erreu r produite lorsque 1 e type de 
introduite ne correspond pas à ce l ui attendu. 
29. énumération insuffisante 
Erreur produite lorsque l e nombre 
la 
de 
introduites dans une constante est infé r ieur 
va l eur 
valeurs 
à ce l ui 
att e ndu en fonction des noms de familles y intervenant. 
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31. trop de chafnes alphanumériques 
Erreur produite lorsque le nombre total de chaines 
dans toutes les familles définies par apparaissant 
énumération excède le maximum autorisé, actuellement fixé 
à 2.00. 
32. trop de réels à mémoriser 
Erreur produite lorsque le nombre total de valeurs 
réelles introduites au niveau des constantes dépasse le 
maximum autorisé, actuellement fixé à 4500. 
34. paragraphe "equ :" attendu 
35. ordre des paragraphes incohérent 
37. nom déjà utilisé 
38. "[" attendu 
39. valeur non comprise dans les bornes 
Erreur produite indiquée pour une 
famille définie par 
lorsqu'a été 
intervalle une valeur particulière 
non comprise dans l'intervalle de définition. 
41. nom non repris dans l'énumération 
Erreur produite indiquée pour une 
famille définie par 
lorsqu'a été 
énumération une chatne particulière 
n'appartenant pas à l'énumération. 
42. mot réservé 
Erreur produite lorsqu'un mot réservé a été indûment 
uti I isé. 
43. "min" ou "max" attendu 
Erreur produite lorsque la fonction objectif n'est 




44. trop de noms de contraintes 
produite lorsque le nombre de noms de Erreur 
contraintes dépasse le maximum permis, actuellement fixé 
à 30. 
46. trop d'éléments de somme 
Erreur produite lorsque le nombre d'éléments de 
somme dépasse le maximum autorisé, actuellement fixé à 7. 
48. "' ( " attendu 
49. "=", " <=" ou ">="' attendu 
50. variable hors position 
Erreur produite lorsqu'une variable apparatt dans le 
membre de droite d'une contrainte . 
51. élément de somme invalide 
Erreur produite lorsque l'élément de somme contient 
une multiplication par O. 
53. ">" attendu 
54. décalage impossible 
Erreur produite lorsque la famille à droite du 
symbole " >< " n'est pas définie par inter-val le ou que son 
intervalle n'a pas la même largeur 






,, [ " 
attendu 
attendu 
58. trop de noms de fami 11 es 
que celui de la 
Erreur produite lorsque le nombre total de noms de 
familles déclarés dépasse l e maximum auto r isé, 
actuellement fixé à 15. 
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59. trop de noms de cons tan tes 
produite lorsque le nombre total de noms de Erreur 
constantes déclarés dépasse le maximum autorisé, 
actuellement fixé à 15. 
60. valeur ou nom de famille attendu 
62. constante hors position 
Err·eur produite lorsqu'une constante apparatt dans 
Je membre de gauche d'une contrainte sans être multipliée 
par une variable. 
63. réel hors position 
Erreur produite lorsqu'un réel apparatt dans 1 e 
membre de gauche d'une contrainte sans être multiplié par 
une variable. 
64. famille apparaissant dans"#" et dans "somH 
Erreur caractérisant une incohérence particulière. 
65. famille superflue 
Erreur produite lorsqu'apparatt dans un élément de 
somme un nom de famille qui ne doit pas s'y trouver, 
essentiellement si cette f ami 1 1 e apparatt dans les 
familles de sommation mais pas dans ce! les de constante 
ni de variable ou si elle apparait dans les familles de 
sommation alors que dans les familles de constante et de 
variable el le est suivie du symb o le"><" et d'une valeur 
particulière ou d'une chatne particulière. 
66. fami 11 e manquante 
Erreur produite lorsque n'apparatt pas dans les 
familles de sommation d'un élément de somme une famille 
qui devrait s'y trouver, compte tenu de ce 11 es 
apparaissant dans la constante et/ou la variable. 
7 
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67. fin de fichier inattendue 
Erreur produite essentiellement !osque "fin ·" a été 
oublié. 










70. indice résultant hors bornes 
de noms de 
autorisé, 
Erreur produite lorsque, à cause d'une manipulation 
te 1 1 e que le décalage, la vale u r prise par un indice 
n'est pas comprise dans ses bornes. 
71. création de structures dépassant la capacité 
mémoire 
Erreur produite lorsque 1 e 
enregistrements crées dynamiquement par 
conduit à un dépassement de capacité. 
72. tableau du simplexe trop grand 
dernier des 
le paramétrage 
Erreur produite lorsque la tai 1 1 e du problème à 
traiter conduit à un tableau du simplexe dont les 
dimensions excèdent les valeurs actuel les, fixées à 50 
lignes et 90 colonnes. 
73. impossible de créer Je fi c hier de sortie 
Erreur produite lorsqu'il n'y a plus de place dans 
la directory ou 
valable. 
lorsque le chemin d'accès n'est pas 
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74. problème non traitable 
Erreur produite lorsque l'on ne peut résoudre le 
problème pour d'autres raisons que celles reprises sous 
les autres messages dont le numéro est supérieur ou égal 
à. 70. 
75. les contraintes sont incompatibles 
76. pas de solution réalisable 
77. solutions optimales non bornées 
CHAPITRE 2: CONSTRUCTION D'UNE REPRESENTATION EN MEMOIRE 
construction 1 
2. CONSTRUCTION D'UNE REPRESENTATION EN MEMOIRE 
Nous avons choisi comme structure privilégiée de 
représentation des données en mémoire 1 e tableau 
d'enregistrements. En effet, même si une tell~ structure 
peut conduire à une consommation importante d'espace 
mémoire par rapport à la place nécessitée par les données 
effectivement présentes, e 11 e offre une plus grande 
de manipulation des objets et une meilleure facilité 
lisibilité du programme qu'une gestion systématique de 
pointeurs. 
Passons en revue l'application de ce principe 
général à chacun des trois premiers paragraphes de 
déclarations. 
2.1 FAMILLES D'INDICES 
A d'une déclaration de famille dont la 
syntaxe 
partir 
est correcte, 1 e l ogiciel construit un 
enregistrement comportant quatre c h amps 
1. 
savoir si la 
énumération. 
2. 
la fami l Je. 
3 
un champ booléen dont 
famil Je a été déclarée 
la valeur permet de 
par intervalle ou 
une chatne de caractères donnant Je nom de 
et 4. deux champs entiers indiquant 
respectivement les bornes inférieure et 
l'intervalle d'une famille déclarée par 
supérieure de 
intervalle ou 
respectivement les indices de début et de fin de 1 a 
construction 2 
mémorisation des valeurs des noms intervenant dans 
l'énumération dans un vecteur auxiliaire de chatnes de 
caractères dévolu uniquement à cette fonction. 
Exemple 
f am = [ 1 _20] ; 
vi ! le = (Liège, Namur, Bruxelles); 
Ces déclarations permettent la construction de la 
représentation suivante : 
true 1 20 
false V i 11 e X y 
Liège Namur Bruxelles 
X y 
2.2 CONSTANTES 
Nous avons choisi de limiter à trois le nombre 
maximal d'indices présents dans les parenthèses des 
constantes, variables et du symbole "Som". En effet, un 
nombre appréciable de problèmes sont couverts en-deçà de 
cette limite. 
déclaration de constante dont la A partir d'une 
syntaxe est correcte et d'une paragraphe de familles 
correctement déclaré et traité, le logiciel produit un 
enregistrement comportant cinq champs 
construction 3 
1. une chatne de caractères donnant le nom de 
la constante. 
2 et 3. deux vecteurs entiers de dimension 3 
(nombre maximal d'indices) permettant de retrouver parmi 
les familles reprises dans le tableau constitué lors du 
traitement 








d'éventuel les parenthèses de la constante. 





respect ·i vement l'indice de début de la mémorisation des 
valeurs de constantes dans un vecteur de réels auxiliaire 
remplissant uniquement cette fonction et le nombre total 







des déclarations de familles 










Les déclarations de constantes sont 
est Scalaire= 2; 




Matrice( I, J) = 3, 4, 5, 6, 7, 8; 
#!, . #K, Tab(I, J, K) = 9, 8, 7; 
construction 4 
La représentation construite à partir de ces 
déclarations est la suivante : 
Scalaire 0 0 0 0 0 0 X 1 
Vecteur 1 0 0 1 0 0 y 2 
Matrice 1 2 0 1 2 0 z 6 
Tab 1 3 0 1 2 3 t 24 
2 1 1 3 4 5 6 7 8 
,,.._ ,.. 
X y z 
9 9 9 9 8 8 8 8 7 7 7 7 
,,.._ 
t 
9 9 9 9 8 8 8 8 7 7 7 7 
Remarques : 
i 1 est rappelé que l'enregistrement des 
constantes s'effectue en considérant que l'indice 1 e plus 
à droite varie Je plus rapidement. 
- l'enregistrement est explicite. 
2.3 FONCTION OBJECTIF ET CONTRAINTES 
I 1 nous faut distinguer ici 
construite pour la fonction objectif 
la représentation 
de celle produite 
pour une contrainte. 
2.3.1. fonction ob ·ectif 
A partir d'une déclaration correcte de la fonction 
objectif et de paragraphes de familles et de constantes 
correctement déclarés et traités, la représentation 
construite par Je logiciel comprend onze champs 
construction 5 
1. un champ booléen permettant de déterminer la 
nature de l'optimisation demandée, maximisation ou 
minimisation. 
2. une matrice comportant 3 colonnes et autant 
de lignes que le nombre maximal d'éléments de somme 
permis , permettant de retrouver pour chaque élément de 
somme susceptible d'apparaitre dans la fonction objectif 
les noms des familles intervenant dans les parenthèses 
qui suivent obligatoirement un symbole "Som" éventuel. 
3. deux matrices de même type que celle définie 
au point 2, reprenant pour chaque famille apparaissant 
dans les parenthèses du symbole "Som" éventuel 
a. un code indiquant si el le est ou non 
suivie d'un symbole "<>" et si c'est le cas · Ja nature de 
ce qui suit ce symbole"<>" (pour rappel, valeur entière 
appartenant à un 
d'une énumération). 
intervalle ou valeur apparue au sein 
b. la valeur entière ou le 
mémorisation de la valeur énumérée, 
effectivement le symbole"<>". 
selon ce 
4 et 5. deux vecteurs entiers de 
1 i eu de 
qui suit 
dimension 
égale au nombre maximal d'éléments de somme permis et 
permettant de retrouver pour chacun d'eux respectivement 
la constante et/ou la variable y intervenant. 
6 et 7. deux fois deux matrices de même type 
que celle définie au point 2, les deux premières se 
rapportant aux éventuelles familles apparaissant dans la 
constante, les deux autres se rapportant à ce) les suivant 
éventuellement 
chaque fami 11 e 
la variable. Leur rôle respectif, pour 
construction 6 
a. un code indiquant si el le est ou non 
suivie du symbole d'égalité généralisée n><n et si c'est 
1 e cas la nature de ce qui suit ce symbole n><" (pour 
valeur entière appartenant à un intervalle ou rappel, 
valeur apparue au sein d'une énumération ou nom de 
famille pour évolution en parallèle). 
b. la valeur entière, l e li eu de 
mémorisation de la valeur énumérée ou la référence à la 
famille, selon ce qui suit effectivement le symbole"><". 
8. un vecteur réel, de même dimension que ceux 
du point 4 et 5, destiné à recevoir la valeur du facteur 
de multiplication intervenant dans chaque élément de 
somme. 
2.3.2 contrainte 
A partir d'une déclaration de contrainte correcte et 
de paragraphes de familles et de constantes correctement 
déclarés 
produite 
et traités, une représentation analogue à celle 
pour la fonction objectif est construite. Notons 
les différences suivantes 
1. pas de champ booléen. 
2. les structures des champs 2 à 8 du point ci-
sont reprises te 11 es quel les mais dédoublées, dessus 
chaque groupe représentant un membre de la contrainte, le 
second membre ne reprenant cependant pas d'informations 
relatives aux variables. 
3. viennent s'ajouter 
une chatne de caractères donnant le nom de la 
contrainte. 
construction 7 
un vecteur de dimension 3 permettant de 
retrouver les tamil les intervenant derrière d'éventuels 
quantificateurs universels. 
associés à ce vecteur, deux autres de même 
dimension reprenant pour chaque tamil le apparaissant 
derrière des quantificateurs universels les mêmes 
informations que ce! les explicitées au point 3 de la 
représentation des éléments de la fonction objectif. 
un champ entier qui sera le reflet codé du 
séparateur ou du groupe de séparateurs intervenant entre 
les deux membres de la contrainte. 
Soit un total de vingt-deux (10 + 7 + 5) champs. 
Remarque importante : 
d'enregistrements relatif 
parai lèle en 
la construction d'un tableau 
aux variables du problème 
avec le traitement des s'effectue 
déclarations de fonction objectif et de contraintes, la 
première apparition d'une variable et de ses éventuels 
indices tenant lieu de déclaration pour cette variable. 
L'enregistrement 
champs 
relatif à u n e variable comporte deux 
1. une chatne de caractères donnant le nom de la 
variable. 
2. un vecteur entier de dimension 3 permettant de 
retrouver les familles intervenant dans les éventuel les 
parenthèses de la variable. 
construction 8 
Exemples 
1. Avec les déclarations suivantes, 
fam: = [ 1 _2 J ; 
J = [ 1 _3 J; 
est Scalaire= 30; 
Vecteur(l) = 10, 20; 
#1, Tabl(l) = 40; 
Matrice(l, J) = 1, 2, 3, 4, 5, 6; 
#J, Tab2(1, J) = 7, 8; 
equ Max [ -3 * Som ( I) Vecteur ( I) * Var 1 ( I) + 
+ 2 *Scalaire+ 2 * Som(l, J) 4 * 
Matrice( ! , J) * X(l, J)J; 
fin 
Contr1, #J, Som(l) Vecteur(l) X(l, J) <= 
Som ( I ) Tab2 ( I, J) ; 
Contr2, # I, Vecteur ( I) * Var1 ( I) + Var2 + 
Som(J) Matrice(l, J) * X<I,J) 
<= Tab1Cl) + Som(J) Tab2(1, J>; 








0 0 0 
1 0 0 
1 0 0 
0 0 0 




0 0 0 
1 0 0 
1 0 0 
1 2 0 













30 10 20 40 40 
X y z 









3 4 5 6 
Pendant la lecture du paragraphe "Equ", des 
représentations sont produites en parai lèle pour 1 a 
fonction objectif, les contraintes et les variables : 
fonction objectif 
false } booléen 
1 0 0 0 0 0 0 0 0 } familles d'indices 
} de sommation et 
0 0 0 0 0 0 0 0 0 } leurs éventuelles 
} particularités 
1 2 0 0 0 0 0 0 0 } 
2 0 0 0 0 0 0 } références aux 
} constantes et 
1 0 0 0 0 0 0 } particularités 
} éventuelles des 
4 0 0 0 0 0 0 } familles d'indices 
1 0 0 0 0 0 0 } références aux 
} variables et 
0 0 0 0 0 0 0 } particularités 
} éventuelles des 
2 0 0 0 0 0 0 } familles d'indices 
- 3 } 
} facteu r s de 




Var1 1 0 0 
X 1 2 0 
contraintes 
Contr1 
2 0 0 
3 
premier 









1 0 0 
3 
0 0 0 
membre 
0 0 0 
0 0 0 
0 0 0 
membre 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
construction 10 
} nom 
} familles d'indices 
} de quantification 
} u n iverselle et leurs 
} é v entuelles 
} particularités 
} c o de du séparateur 
} familles d'indices 
} de sommation et 
} l eurs éventuel les 
} particularités 
} référence à la 
} constante et 
} particularités 
} éventue 1 1 es des 
} familles d'indices 
} référence à la 
} variable et 
} particularités 
} éventuelles des 
} familles d'indices 




0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
2 0 0 0 0 0 0 0 0 
2 0 0 0 0 0 0 
0 0 0 0 0 0 0 
4 0 0 0 0 0 0 
1 0 0 0 0 0 0 
3 0 0 0 0 0 0 





0 0 0 0 0 0 0 0 0 
2 0 0 0 0 0 0 0 0 
3 0 0 0 0 0 0 




ajout de l'enregistrement 
Var2 0 0 0 
construction 12 
2. Considérons les déclarations 
equ Min (3 * X - 2.5 *Y+ 3 * ZJ; 
Un, X - 3 *Y>= 10; 
Deux, -4 *Y+ 2.5 * Z >= 8.5 
fin 
Représentations construites 
!_on~_!.J_ _  on objectif 
true 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
1 0 0 0 0 0 0 
2 0 0 0 0 0 0 





X O O 0 
Y O O 0 
Z O O 0 
contraintes 
Un 
0 0 0 0 0 0 
2 
premier membre 
0 0 0 0 0 0 
0 0 0 0 0 0 
0 0 0 0 
0 0 0 0 
1 0 0 0 








0 0 0 
2 
0 0 0 
0 0 0 
0 0 0 
construction 13 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
construction 14 
premier membre 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
2 0 0 0 0 0 0 




0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
8.5 
2.4 EXEMPLE 
Afin d'illustrer l'utilité des mécanismes introduits 
dans les conventions préliminaires 5 à Sb, nous 
présentons ici les structures construites pour l'exemple 
exposé dans l'introduction et dont une structure 
syntaxique correcte a été donnée à la fin du chapitre 
précédent. 
construction 15 
Représentation des familles d'indices 
true i 1 10 
true j 1 3 
true k 1 5 
true t 1 12 
true tp 0 11 
Représentation des constantes et de leurs valeurs 
a 4 0 0 2 4 0 xa 36 
b 4 3 0 3 4 0 xb 60 
C 2 4 0 2 3 4 XC 180 
d 4 0 0 1 4 0 xd 120 
h 1 0 0 1 4 0 xh 120 
init 1 0 0 1 0 0 xi 10 
fin 1 0 0 1 0 0 xf 10 
p 4 0 0 1 4 0 xp 120 
s 1 4 0 1 4 0 xs 120 
construction 16 
{3l12 {4}12 {5l12 {4l12 {4l12 {3l12 {4l12 {4l12 
xa xb b(3, t> 
< {3.2l12 {4.5l12 {6h2 {2.1l12 {4l12 l:, 
XC 
{3}1 2 {2l12 {3l12 2 2 2 4 2 2 2 2 2 2 2 2 {4}12 {2l12 
xd dC4, 4) 
{ 3} 1 2 { 3} 1 2 { 4} 1 2 { 4} 1 2 { 1 2 3 0 5 6 7 8 g 10 11 12} 1 0 
A A 
xh h ( i , 4) 
0 0 1 0 3 0 2 0 0 0 { 1} 1 0 { 1 } 1 2 { 2} 1 2 { 3} 1 2 {4li 2 { 5} 1 2 
A ,... A A 
xi initc3) initc7) xf xp 
initc5> 
{6l12 {7l12 {8l12 {9l12 {1Ol12 {O.85l120 
xs 
Représentation de la fonction objectif et des 




1 4 0 0 0 0 0 0 0 
2 3 4 0 0 0 0 0 0 
1 0 0 0 0 0 0 0 0 
1 4 0 0 1 0 0 1 0 
code indiquant cet entier 
que 1 e nom de 
f ami 1 1 e est 
suivi d'un entier 
1 4 0 0 0 0 0 0 0 
8 0 0 0 0 0 0 
3 0 0 0 0 0 0 
5 0 1 0 0 1 0 
A 
comme ci-dessus 
5 0 0 0 0 0 0 
5 0 0 0 0 0 0 
1 0 0 0 0 0 0 
2 0 0 0 0 0 0 
3 0 0 0 0 0 0 
4 0 3 0 0 5 0 
code indiquant la référence à cette 
que 1 e nom de autre f am i 1 1 e 
famille est suivi 
d'un autre nom 
de famille 








E 1 4 0 
w 2 3 4 
varinit 1 0 0 
II 1 4 0 
contraintes 
prod1 
2 4 0 0 0 0 0 0 0 
1 
premier membre 
3 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
2 0 0 0 0 0 0 





0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
0 
variables 
ajout en cinquième position de l'enregistrement 
V 2 4 0 
prod2 
2 4 0 0 0 0 0 0 0 
1 
premier membre 
1 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
6 0 0 0 0 0 0 




0 0 0 0 0 0 0 0 0 




ajout en sixième position de l'enregistrement 
u 
dispo1 
3 4 0 
3 
premier 









2 4 0 
3 
1 4 0 
0 0 0 0 0 0 
membre 
0 0 0 0 0 0 
0 0 0 0 0 0 
0 0 0 0 0 0 
membre 
0 0 0 0 0 0 
0 0 0 0 0 0 
0 0 0 0 0 0 
construction 21 
premier membre 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
5 0 0 0 0 0 0 
1 
second membre 
0 0 0 0 0 0 0 0 0 
1 0 0 0 0 0 0 
1 
equi1 
1 0 0 0 0 0 0 0 0 
1 
premier membre 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
4 0 1 0 0 1 0 
6 0 1 0 0 1 0 





0 0 0 0 0 0 
6 0 0 0 
1 
equi2 
1 4 0 0 1 0 
1 
premier ~membre . . 
0 0 0 0 0 0 
0 0 0 0 0 0 
0 0 0 0 0 0 
0 0 0 0 0 0 
0 0 0 0 
0 0 0 0 
0 0 0 0 
0 0 0 0 
4 0 0 0 
4 0 3 0 
6 0 0 0 
1 0 0 0 
construction 22 
0 0 0 
0 0 0 
0 1 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 Q 0 
0 5 0 
0 0 0 










1 0 0 
1 
0 0 0 
0 0 0 
0 0 0 
premier membre 
0 0 0 0 0 0 
0 0 0 0 
4 0 1 0 
1 
second membre 
0 0 0 0 0 0 
7 0 0 0 
1 
construction 23 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 0 0 
0 12 0 
0 0 0 
0 0 0 
construction 24 
initial 
1 0 0 0 0 0 0 0 0 
1 
premier membre 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
3 0 0 0 0 0 0 
1 
second membre 
0 0 0 0 0 0 0 0 0 
6 0 0 0 0 0 0 
1 
fraction 
1 4 0 0 0 0 0 0 0 
1 
premier membre 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 




0 0 0 0 0 0 0 0 0 
9 0 0 0 0 0 0 
1 
variables 
ajout en septième position de l'enregistrement 
vars 1 4 0 
vente1 
1 4 0 0 0 0 0 0 0 
3 
premier membre 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
4 0 0 0 0 0 0 
1 0 0 0 0 0 0 
7 0 0 0 0 0 0 
1 
-1 
second membre : 
0 0 0 0 0 0 0 0 0 




1 4 0 0 0 0 0 0 0 
3 
premier membre 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 
1 0 0 0 0 0 0 
1 
second membre 
0 0 0 0 0 0 0 0 0 
4 0 0 0 0 0 0 
1 





un bref rappel 
ici les 
théorique, nous nous 
à décrire différents points ayant 
fait l'objet d'une implémentation. 
3. 1 RAPPEL .. . JHEORJQUE 
3. 1 . 1 M é th O..c:J. e du s ill}_p 1 ex e 
Nous distinguons 1 Ci algorithme et méthode du 
simplexe. L'algorithme du simplexe, applicable aux 
problèmes où l'optimisation est une minimisation, où 
toutes les contraintes son t des égalités, où toutes les 
variables sont positives et où l'on connatt une base 
réalisable est destiné à l'obtention de la de départ, 
proprement dite valeur de 1 a fonction solution 
objectif, variables en base et leurs valeurs. La méthode 
du simplexe se propose de lever l'hypothèse portant sur 
la connaissance d'une base réalisable de départ, permet 
de déterminer si les contraintes sont compatibles, si le 
des contraintes contient des équations système 
redondantes et si la fonction objectif possède un optimum 
fini sous ces contraintes. Enfin, cette méthode contient 
l'algorithme du simplexe comme technique de ca 1 cu 1. I 1 
existe en fait deux algorithmes de résolution appelés 
respectivement algorithme primai et algorit hme dual. 
simplexe 2 
3. 1 . 2 ~-~-a 1 y se de se n__~J.!?..!.LL'f.:.~ 
Ce problème consiste en la détermination d'un 
intervalle de varia tion d'une ou plusieurs données pour 
lequel la base obtenue reste optimale, ce qui permet de 
mesurer la sensibilité de la solution optimale à des 
changements d'hypothèses. 
3.1.3 Paramétrage 
I 1 s'agit ici de faire varier certaines données de 
façon continue et d'étudier le comportement de la 
solution optimale en fonction des valeurs variables de 
ces données. Ce problème est en fait une extension du 
précédent. 
3.2 POINTS D'IMPLEMENTATION 
3.2.1 Méthode du ___ simplexe 
L'algorithme primai du simplexe a été implémenté 
dans sa forme traditionnel le, aucune technique de calcul 
particulière n'ayant été utilisée. 
Le risque de cyclage étant mineur, aucune méthode 
n'a été implémentée pour l'éviter. 11 est à noter que 
les dans le cadre restreint de ce problème précis, 
erreurs d'arrondis de la machine contribuent sensiblement 
à réduire les risques . 
L'implémentation de la méthode des deux phases 
permet de lever l'hypothèse p ortant su r la connai ssance 
d'une base réalisable de départ. 
simplexe 3 
Enfin, l'algorithme dual a été également implémenté 
de façon à ne pas devoir systématiquement faire appel à 
la méthode des deux phases . 
Le pr o gramme prend en charge l'ajout d'éventuel le s 
v ar iables d'écart et/ou artificiel les et s'oriente 
automatiquement vers l ' algorithme le mieux adapté au 
problème s oumis par l 'utilisateur. 
3 . 2.2 Analy se de sensibilité 
L'analyse de sensibilité portera soit sur 1 'un des 
coûts de I a fonction objectif, s o it sur le second membre 
d'une seule contrainte. 
3. 3 . 2 Pa_r _a_mét_rage 
Les possibilités offertes ici sont celles où soit 
l'un des coûts de la fonction o bj ectif, soit le second 
membre d'une seule contrainte dépend linéairement d'un 
seul paramètre. 
CHAPITRE 4: TRANSFORMATION DE STRUCTURES 
structures 1 
4. TRANSFORMATION DE STRUCTURES 
Après avoir exposé les struc t ures générées par la 
reconnaissance de I a syntaxe, nous rappelons brièvement 
ici les structures sur lesquelles repose généralement la 
méthode du simplexe ainsi que l'analyse de sensibilité et 
le paramétrage. Nous envisagerons plus particulièrement 
les structures nécessaires à l'im p lémentation des points 
décrits au chapitre précédent et dirons quelques mots de 
la création de ces dernières à partir des constructions 
effectuées par la reconnaissance de la syntaxe. 
4.1 METHODE DU SIMPLEXE 
Les structures reprises ici sont traditionnel les 
un vecteur réel pour les coûts, coéfficients 
de la fonction objectif. 
un vecte ur réel pour les seconds membres des 
contraintes. 
un réel pour exprimer la valeur de la 
fonction objectif. 
une matrice destinée à la représentation des 
premiers membres des contraintes. 
L'implémentation de la méthode des deux phases exige 
l'ajout des structures suivantes 
structures 2 
un vecteur réel pour les coûts du problème 
auxiliaire. 
un réel pour exprimer la valeur de la 
fonction objectif du problème auxiliaire. 
L'implémentation de l'algorithme dual ne demande 
aucune structure supplémentaire. 
4.2 ANALYSE DE SENSIBILITE 
Cette étude nécessite l'ajout des structures 
suivantes 
un vecteur réel pour la variation des 
coéfficients de la fonction object i f. 
un vecteur réel pour l a variation des seconds 
membres des contraintes. 
un réel pour exprime r la variation de valeur 
de la fonction objectif. 
4.3 PARAMETRAGE 
Ce traitement ne nécessite en lui-meme aucune 
structure additionnel le. Cependant, pour des raisons de 
convivialité, une visualisation claire des résultats 
étant souhaitée, une structure d'enregistrement a été 
construite. El le contient 
structures 3 
un réel exprimant la valeur de la fonction 
objectif, partie indépendante du paramètre. 
un réel exprimant la valeur de la fonction 
objectif, partie dépendante du paramètre. 
un vecteur entier contenant les numéros de 
colonne des variables en base. 
un vecteur réel contenant la valeur de 
chacune de ces variables. 
deux réels 
la solution est valable. 
d onnant l' i ntervalle dans lequel 
- un pointeur vers l'enregistrement suivant. 
paramétrage consistant en une exploration à 





après avoir effectué un ensemble de pivotages d'un 
revenir à la solution de départ pour développer 
l'analyse de l ' autre côté. En conséquence, des structures 
sont nécessaires pour 
ensemble, à savoir 
une matrice 
membres des contraintes. 
un vecteur 
mémoriser cette solution dans son 
représentant l'état des premiers 
réel pour les coéfficients de la 
fonction objectif, partie indépendante du paramètre. 
un vecteur réel pour les coéfficients de la 
fonction objectif, partie dépendante du paramètre. 
un vecteur réel pour les seconds membres des 
contraintes, partie indépendante du paramètre. 
un vecteur réel pour les se conds membres des 
contraintes, partie dépendante du paramètre. 
structures 4 
un réel exprimant la valeur de la fonction 
objectif, partie indépendante du paramètre. 
un réel exprimant la valeur de la fonction 
objectif, partie dépendante du paramè t re. 
En outre, la nature même du traitement des prob l èmes 
d'analyse de sensibilité et de paramétrage exige la 
mémorisation de certaines caractéristiques des solutions, 
à savoir 
un vecteur entier contenant les numéros des 
colonnes où l'on peut retrouver l'inverse de la base. 
un vecteur entier contenant les numéros de 
colonne où l'on peut trouver la base dans l'état actuel 
du traitement. 
un vecteur réel contenant les coûts initiaux 
des variables en base dans l'état actuel du traitement. 
Enfin, des considératio n s techniques conduisent bien 
sûr à la création de structures de travail la 
description desquelles nous renvoyons l e 
pour 
lecteur à 
l 'appendice 7. 1. 
4.4 TRANSFORMATION 
Ce sujet bien particulier est difficile à aborder 
sans entrer dans des considérat · ons techniques qui, 
finalement, ne sont pas essentiel les. Nous n'en dirons 
donc que quelques mots. 
Il s'agit bien sûr d'initialiser correctement les 
vecteurs des coûts et des seconds membres des contraintes 
structures 5 
ainsi que 1 a matrice des premiers membres des 
contraintes, à partir 
de I a 
des structures obtenues par la 
reconnaissance syntaxe et de I a méthode employée 
pour la résolution du problème. 
En effet, en fonction de la méthode de :résolution 
choisie par I e programme, des manipulations de dernière 
minute, un changemen t de signe , par exemple, peuvent être 
faites dans les équations. Ces manipulations, tout comme 
l'éventuel ajout ultér· ieur de variables artificie l les 
et/ou d'écart, sont transparentes pour l'utilisateur qui 
retrouvera toujours son fichier de données intact. Ce 
sont les structures éventuellement manipulées qui sont à 
transformer, à "traduire". 





correcte des structures rendant compte des 
du type tt < > tt et surtout " >< ". Ces cas 
font l'objet d'un traitement spécial pour la 
duquel nous :renvoyons le lecteur à 
1 'appendice 7. 1. 





traitons dans ce chapitre des divers problèmes 
rencontrés lors de l'implémentation et des 
solutions qui leur ont été apportées. 
5.1 PROBLEMES RELATIFS A LA PLACE MEMOIRE 
Le problème posé ici résulte en fait aussi bien de 
l'ordinateur sur lequel 
du langage 
l'implémentation a été réalisée 
de programmation utilisé <Turbo < I BM PC) que 
Pasca 1). Par conséquent, afin de une 
compréhension approfondie de ce problème, 
permettre 
il nous faut 
tout d'abord rappeler d'une part quelques 
caractéristiques essentielles du microprocesseur 8086 qui 
équipe l' IBM PC et d'autre part leurs conséquences au 
niveau du Turbo Pascal. 
5.1.1 Microprocesseur 8086 
Le microprocesseur 8086 a un espace d'adressage de 1 
méga-octet. Chaque adresse est donc définie par un mot de 




ces adresses, le microprocesseur 
"segment déplacement", ce qui utilise 
signifie que toute adresse s'exprime sous forme de numéro 
segment et de déplacement dans ce segment. Un segment de 
est en fait une zone de 64 K octets dans 1 'espace 
d'adressage. Quatre des seize 







segment de code, registre de segment de données, registre 
de segment de pile, registre de segment supplémentaire. 
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5.1.2 Turbo Pascal 
Globalement, Je Turbo Pascal répartit sa charge de 
la manière suivante Je code est limité au segment de 
code, les variables globales au segment de données tandis 
qu'une gestion adéquate est prévue pour que les variables 
pointées 
segment 
et 1 es variables locales puissent déborder du 
de pile dans une certaine mesure. En l'absence de 
toute documentation à ce sujet, il semble cependant que 
malgré ce possible débordement, 1 es variables locales à 
une même procédure ne peuvent occuper plus de 64 Kocte t s 
en mémoire. 
5.1.3 Conséquences 
La structure et certaines données du programme ont 
été bien évidemment influencées par les limites strictes 
de disponibilité mémoire relatives aux variables globales 




particulier, i 1 a été décidé de faire usage du 
"overlay" qui permet de rassembler un certain 
nombre de sous-programmes (procédures et/ou fonctions) 
dans un fichier séparé de celui contenant le programme 
"principal" (variables globales, procédures et/ou 
fonctions qui doivent être appelables à partir de toutes 
les autres, code du programme principal proprement dit), 
sous - programmes qui pourront être chargés un à 1 a fois 
dans une même zone de mémoire. Ce 





performances. li faut en outre choisir soigneusement les 
------------------- - - - - - --- - - - - - -
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et fonctions à rassembler et veiller en procédures 
particulier 
puisqu'elles 
à ce qu'elles ne s'appellent pas mutuellement 
ne seront présentes en mémoire que tour à 
tour. Dans Je cas présent, le déco u page effectué au sein 
du programme, se justifiant essentiellement par le fait 
que Je code lui-même dépasse 64 K octets, s'efforce de 
correspondre à un découpage logique guidé par les actions 





des paragraphes à traiter (familles, constantes, 
objectif et contraintes , commentaires) et 
ceux-ci se subdivisant en transformation de 
et simplexe d'une pa r t , module d'analyse 
<sensibilité et paramétrage) d'au t r e part. I 1 peut être 
schématisé de la façon suivante 
un premier niveau d'"overlay" permet de considérer 
successivement d ans la même zone de mémoire 
reconnaissance de la syntaxe puis les calculs. 
au sein de la reconnaissance de 
second niveau d'"overlay" env i sagera 
la syntaxe, 
selon 




au sein des calculs, un second niveau d'"overlay" 
verra d'abord, groupés, la transformation de structures 
et Je simplexe proprement dit, et ensuite le module 
d'analyse. 
Schémë•. t i Së\ t ion 
Programme PRDLICO 
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5.1.4 Justification des cho i x 
Les contraintes techniques exposées ci-dessus nous 
ont obligés à effectuer des choix en matière de fixation 
des tailles des vecteurs et matrice s utilisés aussi bien 
pour la reconnaissance de la syntaxe que pour le simplexe 
et le module d'analyse. 
La matrice la plus volumin e use est ce 11 e des 
premiers membres des contraintes. El le est à mettre en 
relation avec le nombre maximal de valeurs de constantes 
mémorisables susceptibles de la remplir. 1 1 faut 
également tenir compte de la relation entre 1 i gnes et 
colonnes de cette matrice en matière d'ajout de variables 
d'écart et/ou artificielles, ce qui se réduit en fait à 
une relation entre nombre et type de contraintes d'une 
part et colonnes d'autre part. 
Le cas où l'influence de la relation entre lignes et 
colonnes est la plus importante est celui où toutes les 
contraintes sont de type">=" et où l'algorithme dual ne 
peut être utilisé en raison du signe des coûts de 
fonction objectif. Soient COL 1 e nombre total 
la 
de 
colonnes, LI le nombre total de lignes et VAR le nombre 
de colonnes nécessaires aux variables du problème 
proprement dit. ci-dessus conduit à 
formule suivante, 
L'hypothèse 
reflétant l'ajout automatique 
la 
de 
variables d'écart et/ou artificielles 
Vouloir 
engendrerait 
COL= VAR+ 2 * LI 
respecter scrupuleusement cette contrainte 
la création d'une matrice réel le monstrueuse 
implémentation 6 
qui aurait tot fait de dépasser la capacité mémoire, même 




que le traitement de problème de taille très 
Abordons cette difficulté sous un autre angle. On 
observe généralement que les problèmes de minimisati o n 
s'accompagnent d'un nombre plus important de contraintes 
de type">=" et que les problèmes de maximisation font 
intervenir plus de contraintes de type " <=". Cette 
constatation pourrait être schématisée comme suit, en 
fonction du type d'optimisation et du type de 
contraintes. 
minimisation maximisation 
type "> =" 60 
" 
type " >=" 10 
" 
type "<=" 10 
" 
type "<=" 60 
" 
type "=" 30 
" 
type "=" 30 
" 
COL = VAR + 1.6 
* 
LI COL = VAR + 1. 1 
* 
LI 
Ce genre de formules, basée sur des observations, 
conduit vers un choix du type : 
COL= 90, LI = 50, VAR= 10 pour l a minimisation 
COL= 90, LI = 50, VAR= 35 pour la maximisation 
D'autres combinaisons sont bien sûr possibles. Les 
valeurs données ici semblent acceptables et tiennent déjà 
compte du souci de se soumettre aux contraintes 
techniques exposées plus haut, ainsi que nous le verrons 
dans le paragraphe suivant. Insistons cependant sur 1 e 
fait que ces valeurs ne sont que le résultats de calculs 
implémentation 7 
approximatifs et ne dispensent nul l e ent l'utilisateur de 
la vérification préalable de l'adéqu tian de son problème 
aux capacités du logiciel. 
5.1.5 Calculs 
A partir de ces valeurs, des c alculs précis ont do 
être effectués pour éviter tout dé p assement de capacité 
du segment de données et tout dépassement de capacité du 
de pi I e pour les procédure s "à risques". Ces segment 







leurs relations et 
iveau de la syntaxe. 
Ils sont développés ci-dessous dans les grandes lignes. 
Sachant qu ' un réel occupe 6 octets, qu'un entier en 
exige 2, une variable booléenne 1 et une chatne de 
caractères un nombre égal à sa long u eu r augmenté de 1, on 
obtient, en prenant comme réfé r e-nce l'ensemble 
valeurs exposées dans la définition de la syntaxe 
1. variables globales 
tableau des familles 26 * 15 = 390 octets 
- tableau des constantes : 37 * 15 = 555 octets 
- fonction objectif 113 octets 
- tableau des équations 
- tableau des variables 
670 * 3 0 = 20 100 octets 
27 * 20 = 540 octets 
des 
tableau de mémorisation des c batnes de caractères 
des familles définies par énumération : 2000 octets 
tableau de mémorisation des 
constantes : 27 000 octets 
a leurs réel les 
- variables de travail 507 actes 
des 
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Total 51 205 octets dans le segment de données. 
Ajoutons cependant encore ici des tableaux de 
travail qui ne sont pas globaux mais qui ont été déclarés 
à ce niveau pour al léger l e segment de pile de la 
procédure "cal CU 1 " ( V O i r ci-dessous) et qui nécessitent 
10 800 octets. 
2. Variables locales à "calcul" 
Une place importante est occupée par la matrice des 
premiers membres des contraintes et sa copie <2 * 50 * 90 
réels = 54 000 octets). Les vecteurs des seconds membres 
et des coûts ainsi que leurs copies sont plus modestes 
tout comme le sont les diverses variables de travail, ce 
qui nous donne un total de 58 140 octets occupant le 
segment de pile de cet te procédure. I I nous reste donc 1 a 
possibilité de créer dynamiquement les 
contenant les résultats portant sur 
enregistrements 
Je paramétrage. 
Chacun de ces enregistrements exige une place de 438 
octets, ce qui nous laisse la liberté d'en créer 16. 
5.2 DISQUE VIRTUEL 
L'utilisateur regrettera certainement d'avoir à 
limiter 1 'usage de ce logiciel à des problèmes de taille 
acceptable mais relativement réduite. Nous avons envisagé 
de mettre à profit l'existence du disque virtuel pour 
accrottre 
Cependant, 
les possibilités du programme dans ce domaine. 
il nous a semblé que le gain en matière de 
ta i 1 1 e des problèmes traitables n'était pas suffisant 
pour compenser une certaine dégradation des performances 
implémentation 9 
ainsi qu'un alourdissement notable de la programmation 
el le-même. En outre, la place occupée par 1 e disque 
pour le virtuel 
segment 
vient en réduction de celle disponible 
de pile. Dans ces conditions, il n'est pas non 
plus possible d'affirmer qu'un gain sensible aurait été 
obtenu. 
CHAPITRE 6: CONCLUSION 
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6. CONCLUSION 
Le but de ce travail est d'offrir à l'utilisateur de 
programmes linéaires la possibilité d'exposer le problème 
à traiter d'une manière naturel le, sans avoir à étudier 
au préalable un langage de déclaration lourd ou 
fastidieux, mais tout en conservant une grande souplesse 
d'expression. Une attention particulière a aussi été 
accordée au problème de la présentation des résultats. 
Si le logiciel pèche essentiellement par ses 
performances en matière de vitesse d'exécution et surtout 
par la ta i 1 1 e relativement réduite des problèmes 
effectivement traitables, il a atteint son but du point 
de vue de la définition et de la reconnaissance d'une 
syntaxe proche de l'écriture mathématique, admettant la 
quantification universel le et le symbole de sommation, 
adaptant des notations 
offre également une 
mathématiques 
représentation 
particulières. I 1 
très pratique des 
résultats valeur de la fonction objectif, variables en 
base et leurs valeurs, coûts. Au niveau de l'analyse de 
sensibilité, l'intervalle de validité de la solution est 
fourni sous la forme mathématique courante. En outre, au 
niveau du paramétrage était prévue une visualisation 
complète de l'évolution de 1 a fonction objectif par 
1' intermédiaire de la mise en évidence de tous les points 
de changements de base, alors que la plupart des 
programmes disponibles ne présentent dans ce cas qu'une 
visualisation pa:r intervalles de ta i 1 1 e fixe risquant 
ainsi de "perdre" un éventuel changement de base apparu 
au sein d'un intervalle. Rappelons cependant que l'accès 
conclusion 2 
à ce module a da être supprimé pour des raisons de 
fiabilité. 
Le problème essentiel à résoudre reste cependant 
celui de I a place mémoire et de l'usage qui en est fait 
par le microprocesseur et le langage. Des voies nouvel les 
devraient être explorées dans le but de trouver une 
solution plus satisfaisante à cette entrave purement 
technique. 
Des extensions pourraient être greffées sur ce 
travai 1, visant à améliorer les performances, permettant 
une visualisation graphique des résultats, étendant 1 a 
syntaxe, sa reconnaissance et les traitements à d'autres 
types de problèmes 1 inéaires. L'exploration de ces 
diverses possibilités permettraient de compléter 




outre, la conception et l a mise en oeuvre de ce 
ont été une illustration utile de diverses 
du travail d'informaticien, a 1 1 ant de la 
définition d'une syntaxe indépe n dante de 1 a machine 
jusqu'à la découverte et l'usage de fonctions du système, 




aussi sur ses limites. Certaines limites semblent 
également été atteintes au niveau du compilateur 
défaillances Pasca 1, lequel présente q uelques 
lorsqu'un trop grand nom b re d'instructions 
conditionnel les sont imbriquées. 
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8. APPENDICES 
8.1 PROGRAMME, STRUCTURE, DESCRIPTION 
Nous nous attacherons ici à éclaircir par une 
description adéquate les 
biais de commentaires 
procédures et 
dans le listing 
fonctions par le 
du programme. 
Rappelons qu'une vue globale de la structure du programme 
a été donnée dans le chapitre consacré à 
l'implémentation. On remarquera que l'accès au module de 
paramétrage a été interdit. Certaines procédures 
utilisées en phase de test, affichage des constructions 
générées par la reconnaissance de la syntaxe, affichage 
de l'ensemble des varia~les nécessaires au traitement du 
simplexe, ont simplement été mises entre commentaires de 





ce paragraphe est essentiellement 
personne désireuse d'améliorer ou 
d'étendre le logiciel obtenu. 
Si la partie du programme relative au simplexe 
proprement dit a nécessité moins d'imagination au niveau 
programmation, on ne peut cependant nier que 
difficultés rencontrées pour la reconnaissance de 
les 
la 
syntaxe et les transformations de structures ont exigé à 
la fois réflexion et astuce. 
Le point fondamental au niveau de la reconnaissance 
de la syntaxe est le mode de lecture du fichier de 
données. Celui-ci est parcouru séquentiellement, sans 
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sans séparateur suivis d'un 
est d'abord faite sur le 
séparateur pour voir s'il est plaus i ble dans la situation 
courante et ensuite sont étudiés les autres caractères. 
La transformation de. st r uctures exiae la 
connaissance du numéro de ligne et/ou de colonne de 
l'élément auquel affecter une valeur. Pour les obtenir, 
il est nécessaire de parcourir les différentes valeurs 
possibles pour les indices intervenant dans l'élément de 
somme en cours de "traduction", 1 es éventue 1 1 es notations 
mathématiques particulières et les quantifications. 
***************************************************************************** ) 
* *) 
* Réalisation d ' un programme linéaire offrant à l ' utilisateur *> 
* la possibilité d'introduire les données du problème de *) 
* manière souple par utilisation de la quan tification et du *> 
* symbole de sommation essentiellement *> 
( * *) 
' *****************************************************************************) 
rog t·am memo ire; 
const 
type 
ma:-: _alpha = 100; 
ma x_reel = 4500; 
ma x indices= 3; 
(* nbre ma x de cha~nes a l phanumériques mémorisables*) 
(* nbre ma x de valeurs de constantes mémorisables *) 
<* nbre ma x d'indices dans les constantes, variables*) 
(* quantifications universelles et sommes *) 
ma :-:_equ = 30; 
ma:-:_som = 7; 
<* nbre ma x de noms de contraintes mémorisables * > 
<* nbre ma x d ' éléments de somme dans les contraintes*) 
<* et dans la fonction objectif *) 
ma :-:_fam = 15; 
ma:-: _cst = 15; 
ma:-:_var = 20; 
ma:{_li_col = 90; 
(* nbre ma x de noms de familles mémorisables *) 
(* nbre max de noms de constantes mémorisables 
(* nbre ma x de noms de variables mémorisables 
(* max du nbre max de lignes et du nbre ma x de 
(* colonnes du tableau du simplexe 
ma:-:_equ_var = 30; <* max du nbre max de contraintes et du nbre max 
<* variables 
max_li = 50; 
max_col = 90; 
<* nombre max de lignes et de colonnes de la 
(* matrice des premiers membres des contraintes 
table!= array[l .. ma :-: _somJ of integer; 
tab 1 e2 = at·ray [ 1 .. ma:-:_som J of rea 1; 
tableau= array[l .. ma x_indices] of i nteger : 
grostab = array[l .. ma x_somJ of tableau; 
str255 = string[255J; 
str80 = string[BOJ; 
str30 = st r ing[ 3 0J; 
str20 = string[20J; 
str15 = string[15J; 
str3 = string[3J; 
nom_equ_var = at·ray[ 1 .. ma:-:_equ_var, 1 .. ma :-:_l i_col J of intege r ; 
(* record de mémorisation d' u ne famille *> 





<* record de mémorisation d ' u ne constante*) 
table_const = record 
nom: str20; 
no_en t_p t t, no_en t_pat· 












<* record de mémorisation de la fonction objectif*) 
fct_obj = record 
nature: boolean; 
no_ent_som,code_som,val_som, 
code_cst,code_var,val_cs t ,val_var: grostab; 
cst,variable : table1; 
mult : table2; 
end; 
(* record de mémorisation d'une contrainte•> 
table_equ = record 
code_equ : integer; 
no_ent_ptt, code_ptt, val_ptt : tableau; 
nom : str20; 
no1_ent_som,no2_ent_som, 
code1_som,val1_som,code2_som,va12_som, 
codel._cst, val 1_cst, code2_cst, val 2_cst, 
codel_vat', val l_var : gt·ostab; 
cst1,cst2,var1 : tablel; 
mult1,mult2: table2; 
end; 
<• record de mémorisation d ' une variable*) 
table_var = record 
nom: str20; 
no_ent_par : tableaLq 
end; 
tab_str_li = array[l. .ma:-:_liJ of string[44J; 
tab_str_col = array[ 1 .. ma:-:_col J of string[48J; 
<• nom du fichier de données•> 
nom_fic_in: str30; 
(* nom du fichier de résultats éventuel*> 
nom_fic_out : str30; 
(* tableau de records des familles *) 




<* tableau de records des constantes *) 
a t·ray [ 1 .. ma i-:_c s t J of tab 1 e _cons t; 
(* tableau de records des contraintes*> 
array [ 1 .. ma:-:_equ J of tab 1 e_equ; 
(* tableau de records des variables *) 
a rra.y [ 1 .. ma:-:_ var J of tab 1 e_var; 
<* fonction objectif*> 
fo : fct_obj; 
(* tableau de mémorisation des cha~nes *) 
<* apparaissant dans les familles •> 
(* définies par énumé r at i on *) 
mem_alpha : array[ 1 •• ma:-:_alphaJ of s t r20; 




<* valeurs de constantes 
array[1 .• max_reelJ of real; 
*) 
(* ligne précédant la ligne courante*> 
<* ligne courante *) 
strw: strBO; (* élément courant dans la ligne courante * > (* c-à-d ensemble de caractères non séparateurs*> 
(* terminés par un séparateur ou 80 caractères*) 
f _ i n , f _ou t : te >: t ; ( * f i ch i et' s de données et de rés u 1 t a t s * ) 
avance, ok, cohet"ence, (* booléens de tt' a.vai 1 *) 
(* orientation sur les peripheriques sortie* ) 
ecran,disque,imprimante : boolean; 
(* outils de debugging *) 
debugl,debug2: boolean; 
(* nbre d ' elements de somme resp. dans le *) 
(* premier et second membre d'une contrainte*> 
nb 1 _som, nb2_som : art"ay [ 1 •• ma :-:_equ J of in teget'; 
nb_cst,nb_elem_cst,nb_fam,nb_elem_fam,cp t_in, 
nb_equ, nb_vat' , nb_fo_som : integer; 
mem,code_mem,code_fictif,val_fictif : tableau; 
var_nom : tab_str_col; 
equ_nom tab_str_l 1; (* gain de place stack • > 
procedure x(str: str20); (* outil de debug gi ng *) 
begin 
if debug2 then writeln('I~=== entree dans ·,str, 
end; 
==r·) ; 
procedure y(str: str20); (* outil de debugging *) 
begin 






sortie de · ,str, ' ) ; 
(*********'*************************************************************) 
(* fonction booléenne renvoyant true si le caractère lu à sa dem ande *> 
(* est ' O ' ou o et fau x si ce caractère est 'N' ou n *) 
(**************'************************************** ****************** ) 
function reponse_clavier 
V a r C : Ch a,., ; 
begin 




until (c in [ ' o · , · o · , n ' ,'N ' J); 
writeln(c); 
if (c = ' o ' ) or (c = '0 ') 
then reponse_clav ier := true 
else reponse_clavier := false; 
end; 
l _______ _ 
(********************************************) 
<* fonction de type string convertissant un*) 
(* entier I en une string de longueur LEN *) 
(******************************************** ) 
function i2s(i,len 
vars: str80 ; 
begin 
s t r' ( i : 1 en , s) ; 




(* fonction de type string convertissant un*> 
<* réel R de longueur Ll comprenant L2 * > 
<* chiffres après le point en une string * ) 
(********************************************) 
function r2s ( r : real; 11, 12 : intege r ) 
vars: st r 8 0 ; 
begin 
str(r: 11: 12,s ) ; 
r2s := s; 
end; 
st r BO; 
(************************************************) 
(* fonction de type string conve r tissant une *) 
<* string S de longueur quelconque en string de*> 
<• longueur LONG *> 
- <************************************************) 
function s2s (s : strBO; long : intege r ) 
var i,l integer; 
s-:7· · strBO; 
begin 
1 : = length (s); 
if 1 = 1 ong 
then s2s := s 
else begin 
s 2 := s; 
if 1 < long 
then beg i n 
st r BO; 





S '":l ·-~ . 
C. ,, . 
--, 
copy(s2,1,long); 
s2s := s2; 
end; 
end; 
+ s 2 ; 
(***************************************************) 
<• procédures orientant la sortie de la string TXT •> 
<• en fonction des périphériques de sortie choisis•> 
'***************************************************) 
procedure ecris(t x t : st r 255); 
begin 
if ecran then write(txt); 
if disque then write(f_out,t xt >; 
if imprimante then write(lst,txt); 
end; 
procedure ecrisln(t x t : str255 ); 
begin 
ec ris ( t :-: t ) ; 
if ecran then writeln; 
if disque then writeln(f_out ) ; 
if imprimante then writeln(lst); 
end; 
(****************************************************) 
(-li· fonction booléenne renvoyant true si NOM_FIC est •> 
<• un nom de fichier e x istant et fau x sinon • > 
(****************************************************) 









ok := (ioresult = 0 ) ; 
(*$I+• l 
if ok then close(f); 




(* fonction de type string rendant les I caractères de *) 
(* droite de STRG ou STRG elle-méme si I dépasse la • > 
<* longueur de STRG ou une string vide si I est< 1 • > 
(********************************************************) 
function right(strg : str80;i : byte) : strBO; 
begin 
if i > length(strg) 
then right := strg 
else if i < 1 
then right := 
else right := copy<strg,length(strg) - i + 1,i); 
end; 
--- --- - -- - - --
C• idem pour les caractères de gauche•> 
unction left(strg strBO; i 
begin 
if i > length(strg) 
then left := strg 
else if i < 1 
then left := 
byte) 




<• fonction renvoyant un caractère qui est la•> 








asc := ord(car>; 
if (asc > 64) and (asc < 91) 
lowcase := chr(asc); 
end; 
char; 
then asc := asc + 
'***********************************************************************) 
<* procédure recevant la string ST, en éliminant les blancs et rendant•> 
<• le résultat dans ST *> 
(***************************~*******************************************) 
-procedure pack(var st 




s2 := ; 
for i := 1 
if st[iJ 
to length (st) 
then s2 := s2 + st[iJ; 




(* procédure affichant TXT encad r é , centré et eventuellement *) 
( * en video inverse si LOW est vra i , su r la ligne NOLI *l 
'*********************************************************************) 
procedure msg ( t x t : st r BO; noli 
var i,l,d byte; 
beg in 
for i := 0 to 2 do 
b e g i n 
goto xy( l,noli + i ) ; 
c 1 reo 1; 
end; 
1 := length(t x tl; 
b y te; lovi : boolean); 
d : = ( 78 - 1) div 2; 
if low then lowv ideo; 
got o:-:y (d, nol il; 
write< ' rr ' >; 
for i := 1 to 1 + 2 d o write( ' = ' ); 
write( ' i ' ,' ' :d-2); 
goto xycn,noli + ll; 
write<ïl ' ); 
write(t:-: t ) ; 
write ( ' Il ' ,' ':d-2); 
gotoxy(d,noli + 2>; 
write( ' ~'); 
for i := 1 to 1 + 2 do wr ite( ' = ' l; 
wr ite( ' !J ' , ' ':d - 2); 
if law then normvideo; 
end; 
(*****************************************'**************************) 
<* affiche le message correspondant au no NOERR et contenu dans le*) 
(* fichier de messages MSGERR *> 
(* sortie du programme et clôture des fichiers *) 
(* les erreurs ~ont le numéro est inférieur à 70 sont des erreurs *) 
(* de syntaxe pour lesquelles sont affichées la ligne où l'erreur *> 
(* a été détectée et sa localisation appro x imat i ve ainsi que la *> 
(* ligne précédente •> 
(* res erreurs dont le numéro est supérieur ou égal à 70 sont des *> 
(* erreurs détectées lors des calculs ou des opérations d'entrée/ *> 
(* sortie pour lesquelles seul le message est affiché *) 
<***************·~***************************************************) 
procedure erreur(noerr: integer ) ; 
var f _err : te :-: t; 




c 1 rscr; 
window(l, 1,B0,25); 
bip; 
g O t O :-: y ( 1 ' 5 ) ; 
M ' i te ( ' ~ ' ) ; 
for i := 1 to 78 do write('='); 
writeln( ' :!J ' ); 
writeln; 
writeln; 
ec ris 1 n ( · · ) ; 
ecrisln( ' '); 
if noerr <> 0 
then begin 
t x t := '*** erreur (' + i2s(noe r r,2) + ' ) du type 
if noerr > 70 
then txt := txt + ' e xecution '; 
assign ( f _err, · msgerr . pas'); 
reset ( f _ert· ) ; 
i := O; 
repeat 
i := i + 1; 
read 1 n ( f _et· r, msgerr) ; 
until eof(f_err) or (i = noerr>; 
c 1 ose ( f _e r r) ; 
if i <> noerr 
then txt := txt + ' ###inconnu### ' 
else t x t := t x t + msgerr; 
t:-:t := t;,:t + , *** ' ; 
lowvideo; 
ec: ris 1 n ( t;.: t) ; 
normvideo; 
ec r i s 1 n ( · · ) ; 
if noerr < 70 
then begin 
ecrisln(oldstr); 
if strin = ' \ ' 
then ecrisln ( ' ' ) 
else ecrisln (strin); 
for i := 1 to cpt_in - 1 do ecris( ' ' ); 
ecrisln( c hr(24 J) ; 
end; 








(* procédu r e demandant à 1 ' utilisateur de pou s s er sur RETURN *) 
(* pour continuer et attendant que cela soit fait *) 
(*************************************************************) 
procedure attente; 




msg ( ' Poussez sur 
repeat 
read(kbd,car>; 
<RETURN > pour continuer ' ,16,false>; 
until ord(car) = 13; 
got m: y(l, 16); clreol; 
goto:-: y(l, 17 ) ; clreol; 




(* procédure affichant le contenu de ST en X,Y et lisant le nouveau * ) 
<• contenu au clavie r . *) 
(******************************************************************** ) 
procedure lis_string (x ,y 
var s2: st r 8 0 ; 
begin 
g O t O \•: y ( :-: , y ) ; 
write(st>; 
C 1 t' eO 1; 
go t o :-: y( :-: ,y ) ; 
s2 : = I I ; 
readln(s2 ); 
integer; var st: strBO> ; 
------
if s2 = '//' 
then st := 
else if s2 <> 
then st 
g a t o :-: y ( :-: , y ) ; 
write(st); 
c 1 reo 1; 
end; 
: = s2; 
(*********************************************************************) 
(* procédure affichant · o· ou n en X,Y selon le contenu de BOOL et* ) 
(* lisant au clavier o ou n , ceci déterminant la nouvelle valeu r*> 
<* de BOOL * > 
(*********************************************************************) 
procedure 1 i s_boo 1 ean (:-:,y 
va r o: byte; 
intege r ; var bool 
c: chat· ; 
begin 
ç,oto :-: y ( :-:, y) ; 
if bool 
then wr i te ( 'o · ) 
e 1 se w t' i te ( ' n · ) ; 
wr i te (chr (8)); 
repeat 
read ( kbd,c); 
o := ord(c); 
if o > 31 
then case c of 
, 0 , ' , 0 , 
n , ' , N, 
else; 
end; 
un t i 1 ( o = 13) ; 
end; 
begin 
bool := true; 
write (c,chr(B ) >; 
end; 
begin 
bool := false; 
write(c,cht•(B)); 
end; 
- - - - - - - -
boolean l ; 
(*******************************************************************) 
(* procédure permettant le choi x des périphériques de sortie pour *> 
(* l ' utilisateur, production du message d ' e r reu r no 73 en cas *) 
<* d'impossibilité de création du fichier de résultats sur disque * ) 
(*******************************************************************) 
procedure init_options; 
var i b y te; 
fini boolean; 
cmd str80 absolute Cseg:$80 ; (* destiné à la phase de test * ) 
1,p : byte; 
begin 
cl rsc r; 
for i := 2 to 79 do 
begin 
goto :-:y( i, 1); 
goto:-:y ( i, 24) 
end; 
write ( ' = ' >; 
w1·- ite ( ' = ' ); 
for i := 2 to 23 do 
begin 
goto :-: y(1, i); 
goto :-: y (80, i); w rite ( · 11 · ) ; write(' ' ); 
end; 
goto:-:y(1, 1>; write( 'rr'); 
go t o:-: y ( 80, 1 ) ; w ri te ( · il· > ; 
goto :-: y ( 1, 24); wri te ( ' lL · ); 
goto:-: y(B0,24); write( ' !I '); 
<*========================destiné à l a phase de test 
pack(cmd); 
if cmd <> 
then begin 
1 := length(cmd); 
p := pos( ' @ ' ,cmd); 
if p = 0 
then begin 
nom fic in := cmd; 
nom fic_out := 





nom fic in := left (cmd,p-1); 
nom_fic_out := right (cmd, 1-p); 











<* end; *) 
-----------
window(2,1,78,24); 
msg( ' PROLICO 1.1',2,falsel; 
window(2,5,78,23); (* on protege le cadre et le titre*) 
gotm:y(l0,1>; i,wite( ' l) Nom du fichier de données: '); 
goto:-:y ( 10, 3); wri te ( · 2) Désirez-vous les résultats : ·); 
goto :-: y(17,5l; write( ' Sur l " écran: '); 
goto ::y(17,7); w1· ite( ' Sur l"imprimante: '); 
ç1o t o :-:y (17,9); wr i te (' Sur fichier disque: ' ); 
goto :-: y(13,10l; write (' (oui = nom du fichier, non= nom vide ou"//")'); 
got o :-:y(41, 1); write (nom_fic_inl; 
gotm:y (3l., 5 ) ; 
if ecran then write (' o ' ) el.se write( ' n ' l; 
goto:-: y (36, 7); 
if imprimante then write('o') else write( ' n ' l; 
gotm:y (37, 9 ) ; 
if disque 
then write (nom fic_out) 
else write(' ':40); 




goto xy(2,18); clreol; 
lis_string (41, 1,nom_fic_inl; 
lis_boolean(31,5,ecran); 
1 is_boolean (36, 7, imprimante); 
lis_string(38,9,nom_fic_out); 
goto xy(20,18l; write( ' Vos choi x sont-ils définitifs 
fini := true; 
lis_boolean(52,18,fini); 
un t i 1 fini ; 
pack (nom_fic_in); 
pack(nom_fic_out); 
if nom_fic_out <> then disque:= true; 
. ) ; 
if (not ecran) and (not imprimante) and (not disque) 
then msg( ' Vous devez choisir au moins une sortie des résultats',14,true l 
else begin 
gotoxy<2,14); clreol; 
goto :-: y(2, 15 ) ; clreol; 
go t o :-: y ( 2 , 1 6 ) ; c 1 r e o 1 ; 
end; 
if not e x iste(nom_fic in) 
then msg (' Le fichier · + nom_fic in+ 
else begin 
gotm:y (2, 11); 
g o t o :-: y ( 2 , 1 2 ) ; 
goto :-:y (2, 13); 
c 1 reo 1; 
c: 1 r·eo 1 ; 
c:lreol; 
n ' e x iste pas ' ,11,truel 
end; 
until (ecran or imprimante or disque) and e x iste (nom_fic_inl; 
clrscr; 




msg('Résultats dans 11 ' + nom fic out+ 
assign (f_out,nom_fic_out); 
(*$i-*) 
rewt·· i te ( f _out); 
i := iot·esult; 
(*$ i +*) 






' , 4, fa 1 se) 
(***************************************************************************' 
<* Utilisé en phase de test; affiche le contenu d u fichier NOM (fichier de*) 
<• données, sur les périphériques choisis •> 
(***************************************************************************) 
( * 
procedure affiche contenu(nom str80); 







read 1 n ( f, 1 i ) ; 
ec ris 1 n ( 1 i ) ; 
until eof(f); 
c 1 ose< f) ; 
ec t' i s 1 n ( ' ' ) ; 
for i := 1 to 80 do ecris( ' - ' ); 
ec ris 1 n ( ' ' ) ; 
ec ris 1 n < ' ' ) ; 
ec ris 1 n ( ' ' ) ; 
end; 
<************************************************) 
<• fonction booléenne renvoyant true si CAR est*) 
<• l'un des séparateurs définis et fau x sinon *) 
<************************************************) 
function separateur(car char) 
begin 
case car of 
'(',')','[ ' , ' ] ' , ' ' - ' 




= I+ I ' I '* , ' ' \ ' separateur := true; 
(***************************************************) 
(* fonction entière renvoyant le nombre de valeurs*) 





largeur:= tab_ind[refJ.borne_sup - tab ind[refJ.borne inf + 1; 
end; 
(************************~·****************************************) 
(* procedure lisant la ligne suivante dans le fichier de données*) 




cpt_in :== 1; 
repeat 
oldstr := str'in; 
readln(f_in,strin); 
until (strin <> " ) or (eof(f_in»; 
if strin = then strin := '\'; (* position n ement d ' un flag *) 
end; (* de fin de fich i er *> 
(***************************************************************** ) 
<* fournit dans la variable globale STRW 1 · ensemble de caractères*) 
(* suivants en provenance du fichier de données, cet ensemble * > 
<* étant constitué d ' un groupe de caractères te r minés par un * > 
-<* séparateur et d ' un total de 80 caractères au plus *> 
(* production du message d'erreur no 67 en cas de fin de fichier *l 
(* intempestive *> 






c p t_in := cpt_in + 1; 
if cpt_in > lengthCstrin) 
then lis_ligne; 
if strin[cpt_inJ <> then strw := strw + lowcase (str in[cpt_inJ ); 
until separateur(strin[cpt_inJ); 
if debugl then writeln( ' : ·,strw, · : '); 
if (strw = '\') or (strw = · ' ) then erreur(67 ); <* signal eof * > 
end; 
(*******************************************************************) 
(* ouverture du fichier de données et lectu re de la première ligne*) 
(**************~****************************************************) 
p r ocedure init_elem_suiv; 
var i : byte; 
begin 
(* affiche_contenu(nom_fic_inl; *) 
a ssign(f_in,nom_fic_in); 
t'eset ( f _in); 
oldstr := ' ****** debut du fichier***** ' ; 




(* procédure mettant la variable globale OK à fau x si *) 
<* le dernie r caractère de droite de STRG n ' est pas CAR •> 
(********************************************************) 
procedure ver_separateur(car : 




if right(strg,1) <> car then ok := false; 
end; 
(**************************************************) 
<* fonction booléenne renvoyant true si le Ième *> 
<* caractère de STRG est une lettre et fau x sinon*) 
(**************************************************) 
function anal_nom ( i : integer; strg : strBOl 
begin 
anal_nom := false; 
if (strg[iJ >= ' a') and (strg[iJ <= 'z ' ) 




(* procédure générant le message d ' er r eur no 1 si*) 
(* la fonction p r é cédente a ren v o y é faux *) 
(* pour le traitement de STRG *) 
(**************************************************) 
procedure ver_nom(strg: str80 ) ; 
begin 
,: ( · ver_nom · ) ; 
if anal_nom ( 1,strg) = false 
then e tTeur < 1 ) ; 
y ( · ve r nom · ) ; 
end; 
(******·*******************************************************) 
<• procédure produisant le message d'erreur no 24 en cas *> 
<* d ' absence de symbole de quantification *> 
(*************************************************************) 
pt·ocE•dure ver_poLw_tout (strg : str80); 
begin 
:-: ( · ver_pour_tout ·); 
if strg [ 1 J <> · #' then et·t·eur (2 4); 
y ( · ver_pour_tout · ); 
end; 
******************************************************** ) 
: • procédure générant le message d ' erreur no 4 2 si STRG • > 
:* amputée du dernier caractère est un mot réservé *) 
=********************************************************) 
rocedLwe ver_mot_res (strg : strBO); 
var strwr k : strBO; 
begin 
:-: ( · ve1· _mot_res · >; 
strwrk := left(strg,length(strg ) -1); 
if (strwrk = ' fam ') or (strwrk = ' est ' ) or 
or (strwrk = ·corn') or (strwrk = 'min ') or 
or (strwrk = 'som') 
then erreur(42>; 
y ( · ver_mot _res ·) ; 
end; 
(s trwrk = ' equ ') 
(strwr k = ' ma x ') 
(*******************************************************************) 
(* procédure plaçant STRG1 amputée du dernier caractè r e dans STRG2 * l 
(******************************************************************* ) 
~rocedure place_nom(strgl : strBO; 
var strg2: str20); 
begin 
strg2 := left(strgl, length(strgll-ll; 
end; 
'**·*******************************************************) 
(* supposant le tableau de mémorisation des familles •> 
(* correct, la procédure ren v oie le message d ' erreur • > 
(* no 37 si STRG amputée du dernier caractè r e a été *> 
(* défini comme nom de l'une des ENT premières familles •> 
'*********************************************************) 
procedure vet•_fam_nom (stt·g : 
ent : 
var cpt : integer; 
strwrk : strBO ; 
begin 
:-: ('ver_ fam_nom'); 
st t·BO ; 
integer >; 
strwrk := left(strg,length(strg)-1 ) ; 
for cpt := 1 to ent do 
if tab_ind[cptJ.nom = strwrk then erreur(37); 
y ( ' ver_fam_nom ·); 
end; 
*****************************************************************) 
* procédure générant le message d ' erreur no27 si STRG amputée *) 
* du dernier caractère n'est pas un réel, rendu dans PROVISOIRE•> 
*****************************************************************) 







x(' ver_t ype_valeur ' }; 
strwrk := left(strg,length(strg>-1); 
if strwrk = then erreur(27); 
val(strwrk,provisoire,code); 
if code <> 0 then erreur(27); 
y ( · ver_type_val eur · ); 
end; 
rea 1) ; 
(**************************************************************) 
<• supposant le tableau de mémorisation des familles correct, * ) 
<• la procédure renvoie le message d'erreur no 20 si elle n ' a*) 
(* pu reconna~tre en STRG un nom de famille, le message no 21 * > 
(* si le nombre de noms de familles NB_IND dépasse le ma x imum•> 
(* autorisé, remplit le tableau TAB et vérifie selon la valeur•> 
<• de TRT qu'il n ' y ait pas de répétitions indésirables de •> 
(* noms de familles, auquel cas le message no 65 *> 
(**************************************************************) 
procedure ver_e >: ist_unique (strg : strBO; 
tr~t st r3; 
var trouve: boolean; 
cpt integer; 
begin 
>: ( • ver_e ;-: i st_un i que · ); 
trou ve:= false; 
var nb_ind : integer; 
var tab: tableau ) ; 
for cpt := 1 to nb_fam do 
if strg = tab_ind[cptJ.nom 
then begin 
trouve:= true; 
if nb ind = max indices then erreur(21); 
nb_ind := nb_ind + 1; 
tab[nb indJ := cpt 
end; 
if net trouve then erreur(20); 
for cpt := 1 to nb_ind - 1 do 
if (trt = ' ptt · ) or (trt = ' som · ) 
then if tab[cptJ = tab[nb_indJ 
then if tab[cptJ <> 0 then e r reur( 65 ) ; 
y ( · ver_e :-: i ste_un i que'); 
end; 
(************************************************************** ) 
(* supposant le tableau de mémorisa tion des familles correct, •> 
<• la procédure renvoie le message d'erreur no 37 si elle a •> 
<• découvert que STRG amputée du dernier caractè r e est un nom•> 
<• apparu dans une famille définie par énumérati o n *) 
(**************************************************************' 
p r ocedurE• ver_nom_par (strg : strBO; 
ent integer); 
v ar cpt1,cpt2 : integer; 
strwrk ~ strt!O; 
beç,in 
:-: ( · ver_nom_par · ); 
strwrk := left(strg,length(strg) -1); 
for cptl := 1 to ent do 
if not tab_ind[cptlJ.num 
then for cpt2 := tab_ind[cptlJ.borne_inf to tab_ind[cptlJ.borne_sup do 
if strwrk = mem_alpha[cpt2J then erreur(37 >; 
y ( ' ver_nom_par ' ) ; 
end; 
(************************************************************* ) 
(* supposant les tableau x TABl et TAB2 correctement remplis, •> 
(* la procédure génère le message d ' erreur no 26 si les NB1 •> 
(* valeurs éventuellemnt non nulles contenues dans TAB1 ne •> 
<• sont pas un sous-ensembl e des NB2 contenues d ans TAB2 •> 
(*************************************************************) 
p rocedu re vet-·_coherence_i nd ( tab 1, tab2 tab 1 eau; 
n b 1 , n b 2 : i n t e g e t' ) ; 
var cpt 1, cpt2 : integer; 
begin 
:-: ( 'ver_coherence_i nd ·) ; 
coherence := true; 
for cptl := 1 to nbl do 
if tabl[cptlJ <> 0 
then beg i n 
coherence := false; 
for cpt2 := 1 to nb2 do 
if tab1[cpt1J = tab2[cpt2J 
then coherence := true; 
end; 
if not coherence then erreur(26 ) ; 
y ( ' ver_cohe1·-ence·_i nd .. ) ; 
end; 
(**************************************************************) 
(* supposant le tableau de mémorisation des fam i lles correct, *) 
(* la procédure génère le messag e d'erreur no 39 si l ' entier *) 
(* ENTIER n'est pas compris dan s les bornes de la famille NO *) 
'***~********************************************************** ) 
p r ocedure appart_int(no,entier: integer); 
beg i n 
x('appart _ind ' l; 
if (tab_ind[noJ.borne_inf > ent ier) or 
(tab_ind[noJ.borne_sup < entie r ) 
then erreur(39l; 
y( ' appart_ind'); 
end; 
'******************************************************************** ) 
(* fonction entière supposant cor rect l 'enregistrement des familles *l ( * ren voyant 1 e numer·o d · é 1 émen t de MEM_ALF'HA où e 11 e a découve,--t *) 
(* STRG comme nom appa raissant dans l ' énumération de la famille de *) 
(* numéro NO ou le messag e d'e rreur no 41 si elle ne 1 ·a pas trouvé *l 
(********************************************************************) 
function appart_enum (no 
var cpt : integer; 
trouve: boolean; 
begin 
:-: ( · appart_enum · ); 
trouve:= false; 
integer;strg str20) integer; 
for· cp t : = tab_i nd [ no J. borne_i nf to tab _i nd [ no J. borne_sup do 
if mem_alpha[cptJ = strg 
then begin 
trouve:= true; 
appart_enum : = cp t; 
end; 
if not trouve then erreur(41l; 
y( ' appart_enum'); 
end; 
(***********************************************************) 
(* supposant le tableau des familles correct, la procédure•> 
(* génère le message d ' e rreur no 54 si les familles de *l 
(* numéro REF1 et REF2 ne sont pas toutes deu x définies •> 




:-: ( 'veri f _compat ·); 
intege,- l; 
if tab_ind[ ref1J.nom = tab_ind[ref2J. nom then erreur(54); 
if largeur(refl) <> largeur(ref2) 
then err·eur ( 54) ; 
if (net tab ind[ref1J.num ) or (not tab ind[ref2J.num) 
then erreur(54); 
y( ·· verif_compat '); 
end ; 
(***********************************************************) 
(* p r océdure de remplissage des tableaux techniques de *) 
(* reconnaissance de notations mathématiques particulières*) 
(* TAB contient les références aux familles, TABCDDE et *> 
(* TAB VAL sont les tableau x à remplir, STRG contient la *) 
(* ch a~ne à analyser, NB e st le numéro de l ' indice, CONTR1 *> 
<* permet d ' identifier les éléments concernés, CONTR2 *) 
<* Rerme t de distingue r les cas d e décalage *> 
(* production de s messages d ' erreur no 60 en cas de valeur*> 
<* non valide, no 26 en cas d ' incohérenc e *> 
(***********************************************************) 
procedure e x t2_trav(strg: strBO; 
var tab,tabcode,tabval : tableau; 
nb, contr1, contr2 : integer); 
var cpt,entier,code : integer; 
nom_fam: boolean; 
be•g in 
:-: ( 'e >: t2_b~av_deb '); 
nom_fam := false; 
if strg = '' then erreur(60); 
val(strg,entier,code); 
if code= 0 
then begin 
appart_int( tab[nbJ,entie r) ; 
tabcode[nbJ := 1; (* valeur partie d ' une famille*) 
tabva.l[nbJ := entier; (* définie par intervalle *) 
end 
else if contr1 = 1 <* en provenance de est ou var*) 
then for cpt := 1 to nb_fam do 
if strg = tab_ind[cptJ.nom 
then begin 
tabcode[nbJ := 3; <*décalage*) 
tabval[nbJ := cpt; 
nom_fam := true; 
case contr2 of 
1 : verif_compat<tab [nbJ ,tabval[nbJ) ; 
0: if tab[nbJ <> tab v al[nbJ 
then erreur(26 ) ; 
end; 
E•ncl, 





:= 2; (* valeur partie d ' une famille* > 
:= a.ppart_en um(ta.b[nbJ,strg); <* définie par énumér~ation * ) 
end; 
y ( ' e :-: t2_trav_deb'); 
end; 
(***********************************************************) 
<* procédure de reconnaissance de notations mathématiques •> 
(* particulières pour constantes et variables *) 
(* STRG contient la cha~ne courante amputée du dernier •> 
(* caractère, NB contient le numéro d ' indice, •> 
<• TAB contient les références au x familles, TABCODE et •> 
(* TABVAL contenant le reflet d ' éventuelles particularités•> ( * P. redue t ion du message d · er1-eur no 53 en cas d ' ana 1 yse *) 
<• impossible de STRG~ no 26 en cas d ' incohérenc e •> 
<* CODE permet de distinguer le cas des constant e s du cas •> 
<• des variables *> 
(*********************************************************** ) 
procedure cst_vat'_e :-: tl_trav (stt'g : strBO; 




:-: < ' c s t _vat' _e :-: t 1 _ t t'a v ' ) ; 
separe := false; 
var tab,tabcode,tabval 
var nb integer; 
code intege r l; 
st t'80; 
for cnt := 1 to length(strg) do 
tableau; 
if strg[cntJ = '}' <• division de la cha~ne courante•> 
then if strg[cnt+lJ = '{' 
then begin 
strtravl := left(strg,cnt-1); 
strtrav2 := right<strg,length(s t rg) - cnt - il; 
separe := true; 
E·r,d 
else erreur(53); 
case code of 
0 begir, 
if tab[nbJ = 0 then erreur(26); 
if not separe 
then begin 




if strtravl <> tab ind[tab[nbJJ.nom then erreur (26 ) ~ 
ext2_trav(strtrav2,tab,tabcode,tabval,nb,1,1); 
end; 
1 if net separe then ver_e:-: ist_unique (strg, ' par ' ,nb,tab) 
else begin 
end; 
y ( · c s t __ var_ e :-: t 1 _ t ra v · ) ; 
enrJ; 
ver_e :-: ist_unique (stt-·travl, ' par · , nb, tab); 
e x t2_trav (strtrav2,tab,tabcode,tabval,nb,1,1); 
end; 
'***********************************************************) 
(* procédure de reconnaissance de s noms de familles de *) 
(* q uan tification, incluant le t ra itement des é v entuelles *) 
(* notat ions particulières * ) 
(* CODE indique s ' il s ' agit de q uanti fication rencontrée *l 
( * lors des décla rations de const antes ou de contraintes, *) 
(* NB est le numéro de l 'i ndice, *) 
( * TAB contient les références a u x famille s, TABCODE et *) 
(* TAB VAL contenant le reflet d ' é ventue lles particularités*) 
( * production du message d'erreur no 21 en cas de *) 
( * dépassement du nombre ma x imal de noms de familles permis*) 
(***********************************************************) 
procedure trt_i.r1d_ptt (vat' nb : integet' ; 
var strwrk : strBO; 
begin 
:-: ( · trt_ind_ptt ·) ; 
nb := O; 
rep eat 
var tab,tab code,tab val 
code : in tege1·' ) ; 
ver_pour_tout (strw); 
strwrk := copy(strw,2,length(strw)-2); 
case cod e of 
0 : ver_ e ;-: i s t _un i que ( s t 1·-w r k , · p t t · , n b , ta b ) ; 
tableau; 
1 som_p t t _e;-: t 1 _t rav ( st r1,wk, tab, tabc o d e, tabva 1, nb, 0) ; 
end; 
elem_sui v ; 
until (nb > ma :-: indices) or (right( strw ,1) <> ') ; 
if nb > ma x indices then erreu r (21); 
y ( ' tt- t _ i n d _p t t · > ; 
end; 
(*********************************************************** ) 
<• proc édure de reconnaissance de notations mathéma tiques *) 
<• particulières pour sommation et quantific a tion * ) 
(* STRG contient la cha~ne courante amputée du dern i e r *) 
( * ca r a ctère , NB contient le numéro d ' indice, *) 
( * TAB contient les références au x familles, TABCODE et *) 
( * TAB VAL contenant le reflet d 'éventuelles pa r ticula ri tés*) 
( * CONTROLE est un paramètre utilisé pour identifie r les *> 
( * cas de décal age *> 
<* prod uction d u message d ' erreur no 53 en cas d'analyse *) 
<* impossible de STRG *) 
(***********************************************************) 
procedure som_ptt_e :-: tl_trav(strg : st,···80; 
var·· cpt , cnt : integer; 
strt r a v1 ,strtrav2 
separe boolean; 
beçJ ir, 
:-: < ' som_ptt_e ;-: tl_tr~,:1.v ·) ; 
sep are :== false; 
var tab,tabcode,tabval 
var nb: integer; 
cont rol e integer> ; 
str80; 
for cnt :== 1 to length(strg) do 
tab leau; 
if St t'g [ C nt] == ' < ' 
then if strg[cnt+1J = '} ' 
(* division de la cha~ne en cas * ) 
(* de notation particulière * ) 
then begin 
strt r avl := left (strg,cnt-1>; 
s t rt rav2 := right (strg,length(strg ) 
separe := true; 
end 
else erreur·· (53); 
- cnt - 1 ); 
if not sep are then ver~_e ►: i st_un i que ( st rg, · pa r · , nb, tab) 
else begin 
ver_ e ;,: i s t _un i que ( s t r t ra v 1 , · p a r · , n b , t ab ) ; 
e x t 2 _trav (s trtrav2,tab , tabcode, tabval,nb ,controle,1) ; 
end; <* analyse de la p ar ticul arité * · ) 






<* procédure de reconnaissance des noms de familles dans *) 
(* les parenthèses des différents éléments qui peuvent en *) 
<* comporter, incluant le traitement des éventuelles •> 
<• notations particulières *) 
<• CODE indique de quel élément il s'agit (constante, *) 
<• variable ou somme), NB est le numéro del 'i ndice, *) 
(* TAB contient les références au x familles, TABCDDE et *) 
<• TABVAL contenant le reflet d ' éventuelles particularités*) 
<• CONTROLE est un paramètre utili sé pour identifier les *) 
(* cas de décalage *) 
<• production des messages ci ' er·' reur nD l9 en cas d · e,-reur * · ) 
<• de séparateur, no 2l en cas de dépassement du nombre *) 
(* ma x imal de noms de familles permis •> 
' ***********************************************************) 
p r ocedure trt_ind_pat· (v c:w nb : integer; 
var tab,tabcode,tabval tableau; 
code, controle : integerl .; 
var strwrk : str80 ; 
begin 
;-: ( · tt- t _ i n d _pat' · ) ; 
nb := O; 
elem_suiv; 
repeat 
ver_sepat-ateur·- ( ·, · , strw); 
if not ok then begin 
ok := true; 
ver_separ·-ateur ( · ) ·, strw); 
end; 
if not ok then erreur(19); 
strwrk := copy(strw,1,length(strw)-1); 
case code of 
0 vet'_e:-: ist_unique (strwrk, ' par- ' , nb, tab); 
1 som_ptt_e :-:t l_trav (strwrk, tab, tabcode, tabval, nb, controlel; 
2 cst_var_e :-: t l_trav ( str-wrk, tab, tabcode, tabva 1, nb, 1); 
end; 
elem_suiv; 
unti J. ( (right (strw, 1) <> ' , ' ) and (right (strw, 1) <>' ) ·)) □ r' 
(nb > ma x_indices); 
if nb > ma ;-: _indices then erreur(21); 




(* Reconnaissance de la syntaxe *) 
'* *) (******************************************************************) 
overlay procedure compilation; 
(*****************************) 
<* introduction de s familles*) 
(*****************************) 
<* overlay de niveau 1 *) 
overlay procedure intro_index; (* overlay de niveau 2 *) 
var i, (* compteur de familles*) 
j : integer; (* compteur d ' enregistrement pour énumérations*) 
moins_inf,moins_sup : boolean; (* info SLll" le signe des bornes *) 
'***************************************************************) 
<• supposant 1 ' enregistrement correctement effectué jusqu ' ici, *) 
(* la procedure génère le message d ' erreur no 37 si STRG *) 
(* amputée du dernier caractère est une string déjà apparue *l 
(* dans l ' énumération de la famille encours de déclaration *> 
(***************************************************************) 
procedure ver_ac t _nom_pat' ( s t rg 
var cpt : integer; 
strwrk : str80; 
begin 
:-: ( · ver_ac t_nom_par ·) ; 
str80 ); 
strwrk := left (strg , length (st rg)-1); 
for cpt := tab_ind[iJ.bo r ne_inf to j-1 do 
if strwrk = mem_alpha[cptJ then erreur(37>; 
y ( · vet'_ac t_nom_par') ; 
end; 
<*********************************************************** ) 
(* procédure générant le message d'erreur no 6 si la borne*) 
<* supérieure est inférieure ou égale à la borne supérieure*) 
(*********************************************************** ) 
p rocedure comp_bot-·nes; 
begin 
:-: ( · comp_bornes · ); 
if tab_ind[iJ.borne_sup <= tab ind[iJ.borne inf 
then erreur ( 6) ; 
y ( · comp _bornes · ) ; 
end; 
(*************************************************************** ) 
<* procédure générant le message d'erreur no 7 si STRG amputée*) 
<* du dernier caractère n ' est pas une valeur entière *) 
<* attribue_ le signe convenable à la borne supérieure *) 
(*************************************************************** ) 
procedu r e ver_bsup (strg 
var code : integet'; 
strwrk strBO; 
begin 
i: ( ' ver_bsup ·) ; 
str80); 
strwrk := left(strg,length(strg)-1); 
if strwrk = then erreur(7); 
val(strwrk,tab_ind[iJ.borne_sup,code); 
if code <> 0 
then erreur(7); 
if moins_sup then tab_ind[iJ.borne_sup := - tab_ind[iJ.borne_sup; 
y ( 'ver_bsup') ; 
end; 
<* idem pour la borne inférieure avec message no 8 *> 
procedure ver_binf (strg : =-tr80); 
var code: integer; 
strwrk : strBO; 
begin 
:-: ( · ver_b in f · ) ; 
strwrk := copy(strg,1,length(strg)-1); 
if strwrk = then erreur<B); 
val (strwrk, tab_ind[ i J. borne_inf, code); 
if code<> 0 
then en-eur (8); 
if moins_inf then tab_ind[iJ.borne_inf := - tab_ind[iJ.borne_inf; 
y ( · ver_b in f · ) ; 
end; 
(*******************************************************************) 
(* vérification de la synta xe de déclaration d ' une famille définie*> 
<• par intervalle : production des messages d ' erreurs no 9, 10, 56 *l 
<• et 57 en cas d ' erreur de séparateur ou de valeur introduite ou *) 
<* remplissage du record adéquat *) 
'*******************************************************************) 
p rocedure i nde:-: _numer i que; 
begin 
:-: ( · inde•:-: _numerique ·); 
tab_ind[iJ.num := true; 
elem_suiv; 
ver_separa teur ( '_ ' , st rw) ; 
if not ok 
then begin 
ok := true; 
if (strw <> ' - ' ) and (strw <> ' + ' ) then erreur(56); 
if strw = then moins inf := t r ue; 
elem_suiv; 
ver_separateur('_',strwl; 
if not ok then erreur(9); 
end; 
vet' _binf <stt'W); 
elem_suiv; 
vet'_separateur ( ' J ', stt'W); 
if not ok 
then begin 
ok : = true; 
if (strw <> ' - ' ) and (strw <> '+') then erreur(57); 
if strw = ' then moins_sup := true; 
elem_suiv; 
vet' _separateur ( 'J ', strw); 
if not ok then erreur(10); 
end; 
ver_bsup (strw ) ; 
c:omp_bornes; 
y ( ' i nde :-: _numer i que ' ) ; 
en,j; 
'**************************************************************) 
(* procédure de vérification et de stockage de STRG amputée *> 
(* du dernier caractère dans le tableau de mémorisation des *) 
(* noms énumérés, production du message d ' erreur no 31 en cas*> 
(* de dépassement de ce tableau *) 
'**************************************************************) 
procedure stockage(strg strBO>; 
begin 
:-: ('stockage'); 
if j > ma x_alpha then erreur(31); 
ver_nom(strg); 
ver_fam_nom(stt' g, i); 
vet'_act_nom_par (strg); 
ve r _mot_res(strg); 
me m_alpha[jJ := left(strw,length(strw)-1); 




<* idem pour le dernier STRG à traiter avec• > 
(* enregistrement de la borne supérieure *) 
procedure stockfin(strg str80); 
begin 
:-: ( 'stockfin ' ); 
if j > ma: :_alpha then et·reLw (31); 
ve t' _nom ( s t t' g) ; 
ver_fam_nom(strg,i>; 
vet'_act_nom_p2w (sb-g); 
ve t' _mo t _t'es Cs t t'g) ; 
mem_alpha[jJ := left(strw,length<strw ) -1); 
tab_ind[i].borne_sup := j; 
j := j + 1; 
y < ' stock fin ' ) ; 
end; 
(*******************************************************************) 
(* vérification de la synta xe de déclaration d ' une famille définie•> 
(* par énumération: production des messages d ' erreurs no 12 et 22 • > 
<*encas d ' erreur de séparateur ou appel à stockage •> 
(*******************************************************************) 
procedure index_alphanum; 
var fini : boolean; 
beç1 in 
:-: ( · inde :-: _alphanum · ); 
tab_ind[iJ.num := false; 
tab_ind[iJ.borne_inf := j; 
elem_su iv; 
repeat 
ver_separateur( ' , ·,strw); 
if not ok then erreur(22l; 
stockage (stt•w); 
unt i l (right(stt·w,1) <> , · >; 
vet·_separateut' ( ·) ·, strwl; 
if not ok then erreur(12); 
stockfin(strw>; 
y( ' inde x_alphanum ' ); 
end; 
(*********************************************************) 
<* agencement de 1 'alternative intervalle/énumération, *) 
(* production des messages d ' erreur no 14, 15, 16 en cas•> 
<* d'erreur de séparateur et 58 en cas de dépassement *l 
<• du nombre ma x imal permis de noms de fam i lles • > 
'*********************************************************) 
begin <• intro_inde x *) 
x('intro_inde x '); 
i : = 1; 
j : = 1; 
elem_suiv; 
repeat 
if i > ma x_fam then erreur(58l; 
moins_inf := false; 
moins_sup := false; 
ver_sepë:H'ateur ( · = · , strw); 
if not ok then erreur(14l; 
ver_nom(strw); 
ver_fam_nom (strw, i - 1); 
ver_nom_par (strw, i-·1 >; 
ver mo t res (strw)• 
- - ' place_nom (strw, tab_ind[ i J. nom); 
e 1 em_sLt i v; 
ver_separateur(' ( ' ,strw); 
if not ok 
then beg j_ n 
ok := true; 
ver_separateur('[ ' ,strw); 
if not ok then erreur(15 l ; 
i nde :-: _numer i que; 
encl 
else inde:-: _alphanum; 
elem_su iv; 
if strw <> ' ; 
i := i+1; 
elem_suiv; 
then erreur ( 16) ; 
until (right(strw,1) = '); 
nb_fam := i-1; 
nb_elem_fam := j - 1; 
y('intro_inde x' ); 
end; 
(*******************************************) 
<* introduction des valeurs de constantes *> 
<* toutes les procédures et fonctions *) 
(* supposent correct l'enregistrement des *> 
<* familles *> 
(* production des messages no 23, 14 et 22 *) 
(*encas d'erreur de séparateur, no 26 en*) 
(* cas d'incohérence et 59 si le nbre de * ) 
(* noms de constantes dépasse la ma x imum *> 
(*******************************************) 
overlay procedure intro_cst; <* overlay de niveau 2 *) 
var i, 
j, cpt_cst, 
cpt, nb_ind_ptt, nb_ind_par 
strwrk : strBO; 
integer; 
(* compteur de constantes*) 
<* compteurs de stockage *) 
<* compteurs de travail *> 
reecr, <* info sur lare- déclaration* > 
<* d ' une constante *) 
coherence: boolean; 
sauve: tableau; (* stockage p r ovisoire des * l 
(* fam illes de quantification* ) 
(******************************************************************) 
(* enregistrement e xp licite des valeurs d ' une constante en tenant*) 
(* des diverses combinaisons possibles pour la quantification *> 
(* production du message d 'erreur no 29 en cas d'erreur dans le *> 
<* nombre de valeurs de constante fournies *> 
'******************************************************************) 
procedure trt_scd_mbre; 
var j local : int eger; 
ree 1 : rea 1; 
(********************************************************** ) 
<* procédure d ' enregistrement d ' une valeur de constante *> 
(* production du message d ' erreur no 11 si le nombre de *) 
<* valeurs à enregister dépasse le nomb r e attendu pour *> 
(* cette constante ou du message no 32 si le nombre total* ) 




;-: C ' stock·); 
mem_const[jlocalJ := reel; 
jlocal := jlocal + 1; 
if jlocal > ma x_reel then erreur(32>; 
cpt_cst := cpt_cst - 1; 
if cpt_cst < 0 then erreur(11); 
if (cpt_cst = 0) and (right(strw,1 ) <> 
y( ' stock ' ); 
end; 
') then erreur ( 11 ) ; 
(**********************************************************) 
<• procédure d ' enregistrement d'une valeur de constante *) 
<• déjà présente dans le tableau PERIODE éléments avant, •> 
<• cet enregistrement devant s ' effectuer PERIODE fois •> 
<• dans des positions consécutives •> 
<• production du message d ' erreur no 11 si le nombre de •> 
<* valeurs à enregister dépasse le n ombre attendu pour •> 
<• cette constante ou du message no 32 si le nombre total•> 
<• de valeurs mémorisées dépasse le ma x imum permis •> 
(**********************************************************) 
procedure stockbis (periode 
var iloc intege r ; 
begin 
►: ( 'stock b i s ' ) ; 
for iloc := 1 to periode do 
begin 
integer-); 
mem_const[jlocalJ := mem_const[jloca l - periodeJ; 
jlocal := jïocal + 1; 
if jlocal ) max _reel then erreur(32); 
cpt_cst := cpt_cst - 1; 
j_ f cpt_cst < 0 then erreut' ( 11); 
if (cpt_cst = 0) and (right(strw,1) <> ') then erreur(ll>; 
end; 
y ( ' stock bis ' ) ; 
end; 
(*************************************************************) 
(* procédure commune au x différents cas possibles permettant* ) 
<• d ' enregistrer N fois la valeur réelle contenue dans la *) 
<• cha~ne courante en des positions consécutives et cela NB • > 
<• fois; production des messages d'erreur no 16 en cas •> 
<• d ' erreur de séparateur et 29 en cas de nombre de valeurs *) 
(* fournies incorrect •> 
(************************************************************* ) 
procedure commune (n,nb integer); 
var- c n t 1 , c n t 2 : i n te g e r ; 
st2: str-ing[1J; 
begin 
:-: ( · commune_cst 1 · ); 
cnt2 := 1; 
while cnt2 <= nb do 
begin 
elem_suiv; 
if ( s t r' W = · - ' ) or ( s tr-w = · + ' ) 
then begin 
st2 := strw; 
elem_sui v ; 
strw := st2 + strw; 
end; 
ver-_separateur < ', ', strw); 
if ok then begin 
ver_type_valeur(strw,reel); 
for cntl := 1 ton do stock; 
end 
else begin 
ok : = tr-ue; 
ver-_separateur ( ·,strw>; 
if ok then begin 
ver_type_valeur(strw,reel); 
for cntl := 1 ton do stock; 
if (cpt_cst > 0) and (cnt2 <> nbl 
then en-eur ( 29 l ; 
end 
else e~·reur ( 16); 
end; 
cnt2 := cnt2 + 1; 
end; 
y( ' commune_cstl ' l; 
end; 
(**********************************************************) 
(* procédure traitant le cas des constantes ayant un seul *l 
<• nom de famille dans les parenthèses • > 
(********************************************************** ) 
procedure un; 
var ref1,ref11 intege1·-; 
(* il y a une quantification sur ce nom de famille* > 
procedure pour_i; 
var repet : in teger; 
begin 
:•: ( ' un_i 'l ; 
repet := largeur(refl); 
commune(repet,1); 
y( ' un_i'); 
end; 
(* il n'y a pas de quantification sur ce nom de famille* ) 
procedure pour_rien; 
var tot integer; 
begin 
:-: ( · un_r·ien · ); 
tot := largeur(ref11l; 
commur1e ( 1, tot); 
y ( ' un_r- ien · ); 
end; 
begin <*un*) 
;,: ( 'un _c s t 1 · ) ; 
refl := tab_cst[iJ.no_ent_ptt[lJ; 
ref11 := tab_cst[iJ.no_ent_par[lJ; 
if refl <> 0 
then pour_i 
e 1 se pour_~- i en ; 
y( 'un_cst1 · ) 
end; 
(********************************************************** ) 
(* procédure traitant le cas des constantes ayant deu x *> 
(* noms de familles dans les parenthèses *l 
(**********************************************************) 
p rocedure deu :-: ; 
var ref1,ref2,ref11,ref22 intege1-; 
"( * il y a une quantification sur le second*> 
procedure pour_j; 
var repet,tot integer; 
begin 
:-: ( ' d eu >: _ j ' ) ; 
repet := largeur(ref22); 
tot := largeur(ref11); 
commune(repet,tot); 
y( 'deu :-:_j ' ); 
end; 
(* il y a une quantification sur le premier*> 
procedure pour_i; 
var repet,tot,cnt integer; 
begin 
>: ( 'deu:-:_i ' ); 
repet := largeur(refl); 
tot := largeur(ref22l; 
t'epeat 
commune ( l,tot); 
for cnt := 1 to repet-1 do stockbis(tot); 
until ((right(strw,1) = '; ' ) or (cpt_cst < Oll; 
y ( 'deu :-: _i '); 
end; 
(* il y a une quantification sur les deu x *> 
procedure pour_ij; 
var repet : integer; 
begin 
:-: ( ' d E•U :-: i j ' ) :: 
repet := largeur(ref2) * largeur(refl); 
commune(repet,ll; 
y ( ' ci e w: _ i j ' ) 
enr.J; 
(* il n ' y a pas de quantification *l 
procedure pour_rien; 
var tot integer; 
begin 
:-: ( ' deu :-:_rien'); 
tot := largeur(ref11) * largeur(ref22l; 
c:ommune(l,totl; 
y ( 'deu:-:_rien'); 
end; 
begin <*deux*> 
>: ( 'deu:-:_cst 1 ' ); 
ref 1 : = tab_cst [ i J. no_ent__ptt [ 1 J; 
t"ef2 := tab_cst[iJ.no_ent_ptt[2J; 
ref11 := tab_cst[iJ.no_ent_par[1J; 
ref22 := tab_cst[iJ.no_ent_par[2J; 
if (ref1 <> 0) and (ref2 <> 0) 
then pc,ur_ij 
else if (refi <> 0) and <ref2 = 0) 
then if (refl = ref11) and (refl = ref22l 
then pour_ij 
else if refl = ref11 then pour_i 
else pour_j 
else pout"_rien; 
y( ' deu:-:_cstl · l; 
encl; 
(***************************************·******************* ) 
(* procédure traitant le cas des constantes ayant trois •> 
<• noms de familles dans les parenthèses *l 
'**********************************************************) 
procedure trois; 
var ref1,ref2,ref3,ref11,ref22,ref33 integer; 
(* il y a une quantification sur le premier *l 
procedure pour_i; 
var repet,tot,cnt integer; 
begin 
:-: < '3 _i ' l ; 
repet := largeur(refl); 
tot := largeur(ref22) * largeur(ref33); 
repeat 
commune(l,tot>; 
for cnt := 1 to repet-1 do stockbis(tot); 
until ((right(strw,ll = ' ;')or (cpt_cst <. Ol); 
y( ' 3_i ' ); 
end; 
<• il y a une quantification sur le second*> 
procedure pour_j; 
var repet,tot,cnt integer; 
begin 
:-: ( . 3 - j , ) ; 
repet := largeur(ref22); 
tot := largeur(ref33); 
repeat 
commune(1,totl; 
for cnt := 1 to repet-1 do stockbisCtot>; 
until ((right(strw,1) = ' ;') ot' (cpt_cst < Ol); 
y ( , ::._j , ) ; 
end; 
(* il y a une quantification sur le troisième*> 
procedure pour_k; 
var repet,tot integer; 
begin 
:-: ( '3 _k , ) ; 
tot := largeur(ref11) * largeur(ref22); 
repet := largeur(ref33); 
commune(repet,tot>; 
y< ' 3_k ' ) ; 
end; 
(* il y a une quantification sur le premier et le sec ond *l 
procedure pour_1J; 
var repet,tot,cnt integer; 
begin 
:-: < ' 3 _ i j ' > ; 
repet := largeur(ref2) * largeur(refl); 
tot := largeur(ref33); 
repeat 
commune(1,tot); 
far cnt := 1 to repet-1 do stockbis(tot); 
until ((right(strw,1) = ' ;')or (cpt_cst < 0)); 
y('3_ij ' ); 
end; 
(* il y a une quantification sur le second et le troisième*) 
procedure pour_jk; 
var repet,tot integer; 
begin 
:-: ( '3 _j k ' ) ; 
repet := largeur(ref22) * largeur(ref33); 
tot := largeur(ref11); 
commune(repet,tot>; 
y< '3 _j k ' ) ; 
end; 
(* il y a une quantification sur le premier et le troisième* ) 
procedure pour_ik; 
var repet,tot1,tot2,tot3,cnt integer; 
begin 
:-: ( ' 3 _ i k ' ) ; 
tot3 := largeur(ref22); 
tot2 := largeur(ref11); 
tot 1 : = 1 argeur ( ref22) * 1 an;,,eur ( ref33) ; 
repet := largeur(ref33>; 
repeat 
for cnt := 1 to tot 3 da commune(repet,1) 
for cnt := 1 to tot2- 1 do stockbis(totl) 
until ((right(strw,U = ') or (cpt_cst 
y( ' 3_ik ' ); 
E•nd; 
0) ) ; 
<• il y a une quantification sur les trais * l 
procedure pour_ijk; 
var repet : integer; 
begin 
>:( ' 3_ijk ' l; 
repet := largeur ( refll * largeur(ref2) * largeur(ref3l; 
commune(repet,1l; 
y( ' 3_ijk ' l; 
end; 
<* il n'y a pas de quantification*> 
procedure pour_rien; 
var tot : intege t' ; 
begin 
:-: ( ' 3 _ri en ' ) ; 
tot := largeur(ref11l * largeur(ref22) * largeur(ref33); 
cammune<l,tot); 
y ( ' 3 _ri en ' l ; 
end; 
<*********************************************************) 
(* procédures d ' orientation du traitement en fonction du*> 




:-:( ' 31 ' ); 
if (refl = ref11) and (refl = ref22l and ( refl = ref33) 
then pour_ijk 
else if ((refl = ref11l and (refl = ref22)l 
then pour_ij 
else if (refl = ref11) and (refl = ref33) 
then pour_ik 
else if (refl = ref22l and ( r efl = ref33 l 
then pour_jk 
else if (refl = ref11) and (refl <> ref22l 
and (refl <> ref33) 
then pour_i 
else if (refl <> ref11l and <refl = ref22l 
and (refl <> ref33) 
then pOLlt' _j 
else pour_k ; 




:-: ( '32 ' l ; 
if ((refl = reflll and (ref2 = ref22)) 
or ((refl = ref22) and (ref2 = ref 1 1)) 
then if (refl <> ref33) and (ref2 <> ref33l 
then pour_ij 
else pour_ijk 
else if ((ref1 = ref11) and (ref2 = ref33 ) ) 
or ((ref1 = ref33) and (ref2 = ref11)) 
then if (ref1 <> ref22) and (re f2 <> ref22) 
then pour_ik 
else pour_ijk 
else if ((ref1 = ref22) and (ref2 = ref33)) 
or ((refl = ref33) and (ref2 = ref22)) 
thE·n if (ref1 <> ref1l ) and ( r ef2 <> ref11) 
then pour_jk 
else pour_ijk; 
y ( '32 ' ) ; 
end; 
begin <* trois *) 
:-: ( ' trois_cst ' ); 
ref1 := tab_cst[iJ.no_ent_ptt[1J; 
ref2 : = tab_cst [ i J. no_ent_ptt [2J; 
ref3 := tab_cst[iJ.no_ent_ptt[3J; 
ref11 := tab_cst[iJ.no_ent_par[1J; 
ref22 := tab_cst[iJ.no_ent_pa.t·[2J; 
ref33 = = tab_cst [ i J. no_ent_par[3J; 
if (ref1 <> 0) and (ref2 = 0) and (ref3 = 0) 
then trois1 
else if (refl <> 0) and (ref2 <> 0) and (ref3 = 0) 
then trois2 
else if (refl <> 0) and (ref2 <> 0) and (ref3 <> 0) 
then pOLW_i j k 
else pour_rien; 
y ( ' trois_cst '); 
end; 
begin (* trt_scd_mbre *> 
:-: ( 'trt_scd-mbt·e ' ); 
jlocal := j; 
tab_cst[iJ.debut := jlocal; 
case nb_ind_par of 
0 commu.ne(l,1); 
1 un; 
2 : deu :-:; 
3 trois; 
end; 
if cpt_cst > 0 then erreur(29); 
tab_cst[iJ.total := jlocal - j; 
j : = j 1 oca 1; 
elem_suiv; 
y ( ' trt_scd_mbt·e ' ); 
end; 
(***************************************************************) 
<* calcul du nombre total de valeurs de constantes à mémoriser•> 
<• en fonction des familles apparaissant da n s les parenthèses •> 
(***************************************************************) 
procedLwe ca 1 cu 1 _p 1 ace_tota 1 e; 
var cpt,ref integer; 
begin 
:-: ( 'calc_place_tot ' ); 
for c p t : = 1 t o n b _ i n d _p a t' do 
begin 
ref := tab_cst[iJ.no_ent_par[cptJ; 
cpt_cst := cpt_cst *· largeur(ref) ; 
end; 
y( 'ca l c_place_tot'); 
end; 
(***************************************************************) 
(* procédure prod uisant le message d ' erreur no 26 en cas •> 
<• d'incohérence entre les familles apparaissant dans les •> 
(* parenthèses de l a constante et celles apparaissant dans la •> 
<• quan ti fication • > 
(**********************************************·***************** ) 
procedure verif_fam; 
vat· c p t , c n t : i n te g e r ; 
trouve: boolean; 
begin 
for cpt := 1 to max indices do 
beg in 
trouve : = t t'Ue; 
if sauve[cptJ <> 0 <* famille apparaissant dans la quantification*) 
then begin 
trouve:= false; 
cnt := 1; 
repeat 
if mem[cntJ = sauve[cptJ 
then if code_mem[cnt] = 3 
then trouve:= true; 
cnt := cnt + 1; 
(* famille apparais s ant d a ns les• > 
<• parenthèse s et q uantification•> 
<• famille p r ésente par son nom • > 
until trouve or (cnt > ma x_indices); 
end; 




(* procédure gérant la réecriture sur la constante la plus *) 
<• récemment décla rée en fonction du type de réecriture e x igé, • > 
(* différentes comb inaisons étant offertes sur les noms d e •> 
<• f amilles, leurs valeurs particulières et la quantification •> 
(***************************************************************) 
procedure reecriture; 
var partiel,rnodif integer; 
valeur : real; 
(************************************************) 
(* enregistrement d ' une valeur déjà enregistrée*) 
(* PERIODE éléments plus tôt •> 
(************************************************ ) 
procedure enr_b is (periode integet'); 
var depart integer; 
beg in 
;,: ( · en r_b i s · ) ; 
depart := modif; 
mem_const[depat't] := mem_const[depat-·t - periodeJ; 
depart := depart + 1; 
y ( · en r _b i s · } ; 
end; 
(************************************************************) 
(* enregistrement de NB2 valeurs de constantes, chacune NB 1 * ) 
<• fois à DISTANCE éléments d'intervalle • > 
(* production des messages d ' erreur no 11 et 29 en cas * ) 
(* d ' erreur au niveau du nombre de valeu rs fourn ies et no • > 
(* 16 en cas d ' erreur de séparateur •> 
<***************·********************************************* ) 
procedure commune(nb1,nb2,distance integet'); 
var cnt1,cnt2,depart integer; 
st2 : char; 
(****************************************) 
<* enregistrement d ' une valeur NBl fois•> 




:-: ( ' enregistre · ); 
for cntl := 1 to nbl do 
begin 
mem_const [ depa r t J : = va 1 eut'; 
depart := depa r t + distance; 
end; 
y('enregistre ' l ; 
end; 
beQi n <•commune*) 
x (' commun e_cst2 '); 
depat' t : = mod if; 
en t2 : = 1; 
while cnt2 <= nb2 do 
begin 
elem_suiv; 
if (strw = '-') or (strw = ' + ') 
then begin 
st2 := strw; 
elem_suiv; 
strw := st2 + strw; 
end; 
ver_separateur ( · , ·, strw); 
if ok then begin 
ver_type_valeu r (strw,valeur ) ; 
enregistre; 
partiel := partiel - 1; 
if pa r tiel <= 0 then erreur ( ll); 
end 
else begin 
ok : = tt'ue; 
ve1·'_separateu r ( '; ' , strw ) ; 
if ok then begin 
ver_type_valeur (strw,valeur); 
enregistre; 
pa r tiel := part i el - 1; 
if partiel > 0 t hen erreur(29 ) ; 
end 
else e r reur(16 ) ; 
end; 
cnt2 := cnt2 + 1; 
end; 
y (' commu ne_cst2 ' ); 
end; 
'*********************************************************** ) 
(* procedure traitant le cas de réecriture d'une constante•> 
<• ayant un seul nom de famille dans les pa r enthèses •> 
(***********************************************************) 
procedure un; 
var t'ef,nol: intege1·' ; 
beg i n 
:-: ( · 1-reec r' ) ; 
ref := tab_cst[i-1].no_ent_par[lJ; 
nol := largeu r (ref); 
modif := tab_cst[i-lJ.debut - tab_ind[refJ.borne_inf + mem[lJ; 
if code_mem[lJ <> 3 
then commune(l,1,0) 
else if sau ve[lJ <> 0 then commune (nol,1,1) 
else commu ne ( 1,no1,1) 
y ( '1-reecr' ·) ; 
end; 
(***********************************************************) 
<• procedure traitant le cas de réecriture d ' une constante• > 
<• ayant un deu x nom s de familles dans les parenthèses • > 
<*********************************************************** ) 
p roced u re deu :-: ; 
var ref1,ref2,n o 1,no2,d1,d2,cpt : integer; 
begin 
:-: ( · ::: - reec t'') ; 
refl := tab_cst[i-1].no_ent_par[lJ; 
ref2 := tab_cst[i-1J.no_ent_pat' [2J; 
dl := tab_ind[reflJ.borne_inf; 
d2 := tab_ind[ref2J.borne_inf; 
nol := largeur(refl); 




< > 3 ) and ( code me m [ 2 J < > 3 ) ( * de u :·: va 1 eu r s * ) 
(*particulières*) 
tab_cst[i-1].debut + mem[2J - d2 + (mem[1J - dl) 
commune(1, 1,0) 
end 
else if code_mem[1J <> 3 (* une valeur comme premier indice *) 
then begin (* et un nom de famille comme second*) 
,nodi. f := tab_cst[i-R1J .. debLlt + rtcJ2 * (mem[1J - d1); 
* no2 ; 
if sauve[1] <> 0 (* ce nom de famille appara~t dans#*) 
then commune(no2,1,1) 
else commune ( 1,no2,1); 
end 
else if code_mem[2J <> 3 (* invet~sément * ) 
then beç1 in 
modif := tab_cst[i-1].debut + mem[2J - d2; 




else begin <* deux noms de familles*) 
modif := tab_cst[i-1].debut; 
if sauve[1J = r ef1 (* traités selon leur *) 
then if sauve[2J = ref2 (* apparition dans les#*) 
then commune(nol * no2,1,1) 
else fo r cpt := 1 to no2 do 
begin 
commune(no1,1,no2); 
modif := modif + 1; 
erid 
else if sauve[lJ = ref2 
then if sauve[2J = ref1 
t h en commune(nol * no2 ,1,1) 
else for cpt := 1 to nol do 
begin 
commune (no2, 1, 1); 
modif := modif + no2; 
e n d 
else commune(l,nol * no2,1); 
end; 
y ( ' 2-reecr ' ); 
end; 
(***********************************************************) 
(* procedure traitant le cas de réecriture d ' une constante*) 
(* ayant un trois noms de familles dans les parenthèses *) 
(***********************************************************) 
procedure trois; 
var ref1,ref2,ref3,no1,no2,no3,d1,d2,d3 integer; 
(********************************************************) ( * chacune des procédu1 ' ES sui van tE•s correspc,nd à un cas *) 




:-: ( · 31 - ·reecr ' ); 
mod if : = tab_cst [ i-1 J. deb ut + mem[3J - d3 + (mem [2J - d2 ) * no3 
+ (mem[1J - dl) * no2 * no3; 
commune(1, 1 ,0>; 
y ( ' 31 - reec: r ' ) ; 
end; 
procedure trois 2 ; 
begin 
:-: ( ' 32-reec r' ) ; 
modif :== tab_c st [i-1].debu t + (mem[l] - d i) * no2 * no3 
+ (mem[2J - d 2) * no3 ; 
if s auve[1J <> 0 <• famille d ans les#•> 
then commu ne ( n o3 ,1,1) 
else commune (1, no3,1); 
y ( ' 32-reecr'); 
E•nd; 
procedure trois3; 
beg i n 
:-: ( '3::::,-reec r' ) ; 
modif := tab_cst[i-1].debut + (mem[lJ - d l) * no 2 * no3 + mem[ 3J - d3; 
if sauve[!] <> 0 <• famille dans les#•> 
then commune(no2,1,no3 ) 
else cornrnune(l,n o2 ,no3) ; 




:-: ( ' 34-reec r ·· ) ; 
modi f := tab_cst[i-1].debut + (mem[ 2J - d2) * no3 + mem[3J - d 3; 
if sauve[1J <> 0 <• famille dans les#• > 
then comrnune (no 1,1,no2 * no3) 
else commune(1,no1,no2 * no3); 
y ( ' 34-reec r ' ) ; 
end; 
procedure trois5; 
var cpt : integer; 
t,egin 
:-: ( '35-reec r ' ) ; 
m o d i f : = ta. b _c s t [ i - 1 J . de b u t + ( me m [ 1 J - d 1 ) * no 2 * no . .::, ; 
if sauve[!]== ref2 (* fam illes traitées selon leu r •> 
then if sauve[2J == ref3 (* appa rition dans les# 
then commun e (no2 * no3,1,1 ) 
else for cpt :== 1 t o no3 do 
begin 
c o mmune (no2,1,no3); 
modif .- mod i f + 1; 
end 
else if sauve[1J = ref3 
then if sauve[2J = ref2 
then commune(no2 * no3,1,1) 
else for cpt := 1 to no2 do 
begin 
commune( n o3,1,1>; 
modif := modif + no3; 
end 
else commune(1,no2 * no3,1); 
y ( ' 35-reec r · ); 
end; 
proced u re trois6; 
var· cpt, cnt : inteç,er; 
begin 
:-: ( '36-reecr'); 
modif := tab_cst[i-1].debut + 
if sauv e[1J = refl 
(mem[ 2 J - d2) * no3 ; 
(* familles tra i tées selon leur*) 
then if sauve[2J = ref3 (* apparition dans les# 
then begin 
commu ne (no3,1,1); 
modif := modif + no2 * no3; 
for cpt := 1 to nol-1 do 
begin 
f or cnt := 1 to no3 do 
begin 
enr_bis (no2 * no3); 
modif := modif + 1; 
end; 
modif := modif + (no2 - 1) * no3; 
end; 
end 
else for cpt := 1 to no3 do 
begin 
commune(nol,1,no2 * no3); 
modif := modif + 1; 
end 
else if sauve[!]= ref3 
then if sauve[2J = refl 
then begin 
commune(no3,1,1 ) ; 
modif := modif + no2 * no3; 
for cpt := 1 to nol-1 do 
begin 
for cpt := 1 to no3 do 
begin 
enr_b is (no2 * no3 ) ; 
modif := modif + 1 ; 
end; 
modif := modif + (no2 - 1) * no3; 
end; 
end 
else for cpt : = 1 to no1 do 
begin 
commune(no3,1,1); 
modif := modif + no2 * no3; 
end 
else for cpt := 1 to nol do 
begin 
commune(1,no3,1}; 
modif := modif + no2 * no~ ; 
end; 
y< '36-reecr'} ; 
end; 
procedure trois7; 
vat' cpt : integer; 
begin 
;-: ( ' 37-reE•cr'); 
modif := tab_cst[i-1J.debut + mem[ 3J - d3; 
if sauv e[1J = ref1 (* familles traitées selon leur *l 
then if sauve[ 2J = ref2 (* apparition dan s les# 
then comrnune<no2 * no1,1,no3) 
else for cpt := 1 to no2 d o 
begin 
cornmune(no1~1,no2 * no3); 
modi f := modif + no3; 
end 
else if sauve[lJ = ref2 
then if sauve[2J = refl 
then commune(no2 * no1,1 ,no3) 
else for cpt := 1 to nol do 
begin 
commune(no2,1,no3>; 
modif := modif + no2 * no3; 
end 
else commune (1,no 1 * no2,no3); 
y ( ' 37-·reec t'' ); 
E•nd; 
<* il y a quantification sur le premier et le second indices*> 
procedure pour_ij; 
var c p t : i n te ÇJ e t' ; 
begin 
for cpt := 1 to no3 do 
begin 
cornmune(nol * no2,1,no3); 
modif := modif + 1; 
end; 
end; 
(* il y a quantification sur le premier et le troisième indices*) 
procedure pour_ik; 
var cpt,cnt integer; 
begin 
for cpt := 1 to no2 do 
begin 
commune(no3,1,1l; 
modif := modif + no3; 
end; 
for cpt := 1 to nol-1 do 
for cnt := 1 to no2 * no3 do 
beç,in 
enr_bis (no2 * no3); 
modif := modif + 1; 
end; 
end; 
(* il y a quantification sur le premier indice*) 
procedure pour_i; 
var cpt : integet'; 
begin 
for cpt := 1 to no2 * no3 do 
begin 
commune(no1,1,no2 * no3 ) ; 
modif := modif + 1; 
end; 
end; 
(* il y a quantification sur le second et le troisième indices *l 
procedure pour_jk; 
var cpt: intege•t'; 
begin 
for cpt := 1 to nol do 
begin 
commune(no2 * no3,1,1); 
modif := modif + no2 * no3; 
end; 
end; 
(* il y a quantification sur le second indice*) 
procedure pour_j; 
var cpt,cnt : integer; 
begin 
for cpt := 1 to no1 do 
begin 
for cnt := 1 to no3 do 
beç_~ in 
commune(no2,1,no3); 
modif := modif + 1; 
end; 
modif := modif + no3; 
end; 
end; 
<• il y a quantification sur le trois i ème indice*) 
procedure pour_k; 
var cpt : integer; 
begin 
for cpt := 1 to no1 * no2 do 
begin 
commune(no3,1,1); 





:-: ( ' 38- reec r ' ) ; 
modif := tab_cst[i-1].debut; 
if sauve[1J <> 0 
(* familles traitées selon leur * ) 
(* apparition dans les# *) 
then if sauve [2 J <> 0 
th e n if sauv e[3J <> 0 
then commune (no1 * no2 * no3, 1,1) 
else if sauve[ll = ref1 
then if sauve[2J = ref2 
the?n pour_i j 
el se if sauve[2J = ref3 
then poLw_i k 
else pour_i 
else if sauve[1J = ref2 
then if sauve[2J = refl 
then poLw_i j 
else if sauve[2J = r ef3 
then pour_jk 
e 1 se poLw_j 
else if sauve[1J = ref3 
then if sauve[2J = refl 
then p □LW_i k 
else if sauve[2 J = ref2 
ther, poLw_j k 
else pour_k 
else commu ne ( 1 , no1 * no2 * no3,1 ) 
else if sauve [lJ = ref1 
then pour_i 
else if sauve [lJ = ref2 
then pou t' _j 
else if sauve[1J = ref3 
then pour_k 
else commune ( 1,no1 * no2 * no3,1) 
else commune(1,no1 * no2 * no3,1); 
y ( '38-ret:'C r ' ) ; 
end; 
begin (* trois *l 
x( ' trois-reecr ' ); 
ref1 := tab_cst[i-1].no_ent_par[l.J; 
ref2 := tab_cst[i-1J.no_ent_pa r [2J; 
ref3 : = tab _c st [ i--1 J. no_er, t_pa1·' [ 3 J; 
dl := tab_ind[ref1J.borne_inf; 
d2 := tab_ind[ref2J.borne_inf; 
d 3 := tab_ind[ref3J.borne_inf; 
no1 := largeur(ref1 ) ; 
n o2 := largeur ( ref2 ) ; 
n o3 := largeur(ref3); 
if (code_mem[ 1 J <> 3) and (eode_mem[2J < .. > 3 ) and (code_mem[3J <..- 3) 
then troisl (* trois valeurs particulières*> 
else if (code_mem[ 1 J <> 3) and (eode_mem[2J <> 3) 
then trois2 (* deu x premiers indices sont des val partie*) 
else if (code_mem[lJ <> 3) and (code_mem[3J <> 3) 
then trois3 <* premier et troisième sont des val partie*) 
else if (code_mem[2J <> 3) and (code_mem[3J <> 3) 
then trois4 <* deuxième et troisième sont val p ar tie~ 
e·l se if code_mem[lJ <> 3 (-li· premie r es-,t val part ie -li· ) 
(*troisième*) 
(* aucun *> 
y( ' trois-reecr ' ); 
end; 
then b'ois5 
else if code_mem[2J <> 3 (* deu :dème *) 
then troisti 
else if cod e_mem[3J <> 3 then trois7 
else trois8; 
(*******************************************) 




:-: ( , o-,-,eec r,) ; 
modif := tab_cst[i -1 J.debut; 
comrnune ( l, 1,0 ) ; 
y ( ' 0-reect' · ) 
end; 
(*************************************************************) 
<* calcule le nombre de valeurs de constan tes à enregistre r * > 
<* pour la réecriture d'une con stante, en tenant compte des * ) 
<• possibilités de quantification *> 
(*************************************************************' 
p1·' □cedure calcul_place_partiel le; 
var cpt,cnt : integer; 
trouve : boolean; 
begin 
:-: ( · c a 1 c _p 1 ace _p a t' t · ) ; 
pa t·tiel := 1; 
for cpt := 1 to ma x _ indices do 
if code_mem[cptJ = 3 <• nom de famille*) 
then begin 
cnt := 1; 
tt··ouve := false; 
repeat 
if sauve[cntJ = mem[cptJ 
then trouve : = true; <• cette fa.mil le apparai·t da.ns les # * ) 
cnt := cnt + 1; 
until ( trouve) or (cnt > ma :-:_indices); 
if riot trouve then partiel :=partiel* largeu r( mem[cptJ ) ; 
end; 
y ( 'calc_place_part · ); 
end; 
begin (* reecriture * ) 
:-: ( · reecri ture · ); 
c: a 1 cul _p 1 a.ce _p a. r t i e 11 e; 
case nb_ind_par of 
0: zero; 
1 : un; 
2 : deu :-: ; 
3 : trois; 
end; 
elern_suiv; 
y ( · reec rit ure · ) ; 
end; 
(*************************************************************** ) 
<* traitement des familles apparaissant dans les déclarations *) 
(* de constantes comportant au moins un nom de famille *) 
(* production du message d'erreur no 19 en cas d'erreur de *) 
<• séparateur, traitement de la cha~ne courante en tant que *> 
(* nom de famille •> 
(*************************************************************** ) 
procedure contenuy.ar·; 
var strwrk str20; 
begin 
:-: ( · con tenuy.ar · ) ; 
nb_ind_par : = O; 
elem_suiv; 
r·epea t 
ver·_separateur ( , ·, strw ) ; 
if not ok then begin 
ok := true; 
vet· _separateut· ( · ) ' , strw); 
if not ok then erreur(19); 
end; 
nb_indy.ar : = nb_indy.ar + 1; 
strwrk := copy(strw,1,length(strw)-1); 
e :-: t2_t rav ( st rwrk, tab_c st [ i-- 1 J. no_en t_par, code_mem, mem, nb_i nd_par, 1, 0) ; 
elem_suiv; 
unti 1 (nb_ind_pa.r > ma:-: indices) or ( (right (strw, 1) <> ' , ') and 
(right(strw,1) <> ') ' )); 
if nb_ind_par > ma:<_i nd i ces then et· reur ( 21) ; 
if strw <> = then erreur(14); 
verif_fam; 
reecriture; 
y( ' contenu-par ' ); 
end; 
(*************************************************************** ) 
(* procédure permettant de vérifier si STRG amputée du dernier*) 
<* caractère constitue une réecriture sur une mème constante, *) 
<• une double déclaration ou une nouvelle déclaration * ) 
(* production du message no 37 en cas de double déclarat i on, • > 
<• du message no 23 en cas d'erreur de séparateur, orientation*) 
<• de la suite du traitement *) 
(*************************************************************** ) 
procedure ver_dble_decl (strg st t•BO > ; 
var cpt integer; 
st rv-irk st rBO; 
begin 
:-: ( ' vet·_db le_dec l_cst '); 
for cpt := 1 to ma x indices do mem [ cptJ := O; 
strwrk := copy(strg,1,length(strg)-1); 
for cpt := 1 to i-2 do 
if strwrk = tab_cst[cptJ.nom 
then erreut· ( 37) ; 
i f s t r w d ,: = ta b _ c s t [ i - 1 J . nom 
then begin 
reecr : = true; 
ver_separateur( ' ( ' ,strg); 
j_f not ok 
then begin 
ok := true; 
ve,- _sepc:wa teur ( '=', st rw) ; 
if not ok then erreur(23); 






y( ' ver_dble_dec:1--est ·); 
end; 
begin (* intro_est *) 
;-: ( · in t ro-c s t · ) ; 
fo r i := 1 to ma x est do (*initialisations*> 
for ept := 1 to max indices do 
begin 
tab_est[iJ.no_ent_ptt[cptJ := O; 
tab_cst[iJ.no_ent_par[cptJ := O; 
end; 
for cpt := 1 to ma x indices do 
begin 
val_fictif[cptJ := O; 
code_fictif[cptJ := O; 
end; 
i : = 1; 
j : = 1; 
elem_sui.v; 
repeat 
if i > ma x est then erreur(59); 
nb_ind_ptt := O; 
nb_ind_p ar : = O:; 
reecr := false; 
cpt_cst := 1; 
for cpt := 1 to ma x_indices do sauve[cptJ := O; 
if strw[lJ = '# ' then 
begin 
vet·_separateur ( · , ', strw); 
if not ok then erreu r (22> ; 
trt_ind_ptt (nb_ind_ptt,sauve,code_fictif,val_fictif?O ) ; 
<* stockage provisoire des familles de quantification*' 
end; 
i f i < > 1 the n v et"_ dt, 1 e _de c 1 ( s t r w ) ; 
if not reecr (* nouvelle constante* ) 
then begin 
for cpt := 1 to max_indices do 
tab_cst[iJ.no_ent_ptt[cptJ := sauve[cptJ; 
ver_nom (strw); 
ver_mot_res <==.trw); 
ver_fam_nom (strw, nb_fam); 
ver_nom_par (strw, nb_fam); 
place_nom (strw, tab_cst[ i J. nom); 
ver_separateur('=',strw); 
if ok then begin (* constante sans n oms de familles*) 
vet' _cohet'ence_i nd ( tab_cst [ i J. no_en t_pt t, 
tab_cst [ i. J. no_en t_pat', 
nb_ind_ptt, nb_ind_par); 
calcul_place_totale; 
trt_scd_mbre; (*· enregistt··ement de la valeur * ) 
end 
else begin (* constante avec noms de familles*> 
i. := i + 1; 
end; 
ok : = true; 
vet··_separateur ( ' ( ', strw); 
if not ok then erreur (23); 
t rt_i nd_par·' ( nb_i. nd_par, tab_c st [ i J. no_en t_pat·· , 
code_fictif,val_fictif , O,O ) ; 
(* enregistrement des noms de familles*) 
if nb_ind_par < nb_i.nc.i_ptt then erreut' (26); 
vet··_sepat' a teur ( ' = ' , st rw ) ; 
if not ok then er r eu r( 14); 
vet' _cohet'ence•_ind ( tab_cst [ i J. no_ent_ptt, 
tab _est [ i J. no_en t _s:,a t' , 
nb_i n d_ptt ~ nb_ind_pëi.t' ) ; 
calcul_place_totale; 
trt_scd_mbre; (* en r egistrement des valeurs *) 
end; 
until (right(str1;J,1) = ' ); 
nb_cst := i-1; 
nb_elem_cst := j-1; 
y ( 'intro_cst ' ); 
end; 
<************************************************************ ) 
(* procédure prenant en charge la reconnaissance de la *) 
<* fonction objectif et des contraintes et l'enregistrement*) 
(* de toutes les informations qui y sont relatives *) 
(* toutes les procédures et fonctions supposen t corrects *> 
(* l ' enregistrement des familles et des constantes *) 
(************************************************************) 
overlay procedure intro_equ; 
var refcst, r ef v a r , 
(* overlay de niveau 2 *) 
(* références à la constante et * ) 
<* à la variable rencontrée dans* ) 





(* compteur de nombre de familles dans *) 
(* la somme, la variable et la quanti - *) 
(* fication (contrainte uniquement) de * ) 
<* 1 'élément de somme courant *) 
<• compteur du nombre de variables et • > 
<* du nombre de contraintes * ) 
sortie,trouve, 
signal_plus,signal_moins, 
signal_fois: boolean ; 
<• booléens de travail contenant*) 
<* des informations relat i ves *) 
(* à l ' état de 1 'élément de *> 
<* somme courant 
f i C t i f - V a r 2 ' f i C t i f - CO de 2 - V a r ' f i C t i f - V a 1 2 - V a t' 
(********************************************) 
<* procédure enlevant de STRWRK son dernier*> 
(* caractère si ce caractère est ' )' ou ' ( ' *) 
'********************************************) 
procedure precaution(var strwrk str80); 
begin 
tableau; 
if (right(str~wk,1> = ' > ') or (right(strwrk,1) = "< ' ) 
then strwrk := left(strwrk,length(strwr k )-1); 
end; 
(*************************************************) 
(* procédure vérifiant que CAR est un séparateur* ) 
(************************************************* ' 
procedure repet(car 
beg i n 
:-:( ' 1·-epet ' ); 
char) ; 
o k : = t t'ue; 
vet' _separateut' (ca.,·' , strw); 
y < · repet · > ; 
end; 
(********************************************************* ) 
(* procédure de reconnaissance du séparateur entre deux *) 
<• membre s d ' une contrainte et mise_à_jou r du champ * > 
(* adéquat du record, s ' il y a lieu, renvoi direct vers *) 
<* le traitement du second membre s ' il y a lieu ou *) 
(* génération du mes s age d ' erreur no 49 si la contrainte•> 
(* n ' a pas de second membre *> 
'*********************************************************) 
procedure sep_sec; 
var code: integer; 
CëH' : char; 
begin 
:-; ( ' sep _sec ' ) ; 
if tab_equ[iJ.code_equ = 0 
then begin 
sortie:= false; 
code : = O; 
if right(strw,1) = = 
then begin 
code : = 1; 




case car of 
' >' code := 2; 
' < ' code : = 3; 
end; 
i f (St t'W = ' = ' ) 0 r (St r\.'J = ' < = ' ) 0 t' 
then sortie := true; (* renvoi vers 
end; 
if code= 0 then erreur(49); 
tab_equ[iJ.code_equ := code; 
end; 
y ( ' sep _sec ' ) ; 
e•nd; 
'*********************************************************) 
<* procédure générant le message d ' erreur no 37 si STRG •> 
<• amputée du ou des deu x dernie rs ca ractères a déjà été•> 
<• utilisé comme nom de variable parmi celles ap parues •> 
(* jusqu'à présent •> 
(*********************************************************) 
procedure vet'l_var_nom (strg 
var strwrk str80; 
c pt : in t eg et'; 
begin 
:-: ( · vet·i_var_nam ' ); 
strwrk := left(strg,length(strg)-1); 
precautian(strwrk); 
for cpt := 1 to ivar-1 do 
i f ta b _vat' [ c p t J . nom = s t t ' w r k the n erreur ( 3 7 l ; 
y( ' verl_var_nom ' ); 
end; 
(St t'W = ' > = ' ) 
SCD_l"IBRE • > 
(*************************************************************** ) 
(* procédure permettant de conserver d ans COPIE les références•> 
<• au x familles apparaissant dans TAB2 et pas dan s TAB1 •> 
(***************************************************************) 
1 . 
p rocedw-e vet'_b i s_cohet-·ence_i nd ( tab 1, tab2 tab 1 eau; 
var copie tableau ); 
var cpt,cnt integer; 
begin 
:-: ( ·· vet' _b i s_coherence_i nd ') ; 
for cpt := 1 to ma x indices do copie[cptJ := O; 
for cpt := 1 to ma x_indices do copie[cptJ := tab2[cptJ; 
for cp t := 1 to ma x_indices do 
if copie[cptJ <> 0 
then for cnt := 1 to ma x_indices do 
if tabl[cntJ = copie[cptJ 
then copie[cptJ := O; 
y ( ' vet' _b i !::-_cohet' ence_i nd ' ) ; 
end; 
(*********************************************************** ) 
(* procédu re géné rant le message d ' erreur no 37 si STRG *) 
(* amputée du ou des deu x derniers caractères a déjà été *) 
(* utilisé comme nom de contrainte parmi celles apparues *) 
<* jusqu ' à présent *l 
(*********************************************************** ) 
procedure ver_equ_nom (str-g str80); 
var strwrk : strBO; 
cpt integer; 
begin 
:-: ( 'ver_equ_nom ' l ; 
strwrk := left(strg,length(strg)-1); 
precaution<strwrk); 
for cpt := 1 to i-1 do 
if tab_equ[cptJ.nom = strwrk then erreur(37); 
y ( ' ver_equ_nom ' ) ; 
end; 
<*******************************************************) 
<* procédure enregistrant la référence à l ' éventuelle * ) 
<* constante dont STRG amputée du ou de s deux derniers*> 
<* caractères pourrait @tre le nom *) 
(*******************************************************) 
procedure ver_c:st_nom(strg 
vat' c p t : i n te g et-· ; 
strwrk : stt-80; 
begin 
:-: ( ' ver_cst_nom .. ); 
trouve:= false; 
str80) ; 
strwrk := left(strg,length(strg)-ll; 
precaution(strwrk); 
for cpt : = 1 to nb_cst do 
if tab_cst [cptJ.nom = strwrk 
then begin 
trouve:= true; 
refcS:.t : = cpt; 
end; 
y ( 'ver_cst_nom ' ); 
end; 
(***************************************·~*************************) 
(* procedure de reconnaissance des noms de familles apparaissant* ) 
(* dans 1 'élément de somme NO_ELEM au sein d ' une constante ou *) 
(* d ' une variable déjà apparue (selon la valeur de CODE ) et *) 
<• correctement enregistrée dans TAB, CONTROLE permettant de *) 
(* distinguer fonction objectif~ premier ou second membre de •> 
(* la Ième contrainte *) 
(*****************************************************************) 
procedu1·e rec_cst_va1···_ind (tab : tableau; 
var ref1,ref2,ref3, 
nb : in teget·'; 
str1, stt-2, str3 
no_elem,controle,code integer); 
<• références au x noms de familles• > 
(* compteur de nombre de noms de familles* ) 
str20; 
(*******************************************************************) 
(* procédure de rec onnaissance proprement dite géné r ant le messag e * l 
<• d'erreur no NO en cas d'erreur sur le séparateur CAR ou appelant•> 
(* la procédure permettant de vérifier que STRG amputée du dernie r •> 
<* caractère est un nom de famille apparaissant à bon escient * ) 
(*******************************************************************) 






var strwrk strBO; 
begin 
:-: ( ' rec i nd ' ) ; 
eJem_suiv; 
ver_separateur(car,strw ) ; 
if not ok then erreur(no); 
strwrk := left(strw,length(strw)-1); 
case controle of 
0 case code of 
1 
1 est_ var_e;-: t 1 _t t' av ( st t'wrk, tab_cst [ refcst J. no_en t_par, 
fo.code_cst[no_elemJ,fo.val_cst[no_elem],nb,0 ) ; 
2 cst_var_e ;-: t 1 __ t rav ( st rwt'k, tab_var [ refvar J. no_ent_pat', 
fo. code_vat'[no_elemJ, fo. val_va r[ no_elemJ, nb, 0); 
end; 
case code of 
1 est_ VëH'_e ;-: t 1 _t t··av ( st rl-'Jrk, tab _est [ r efcst J. no_en t_pat·', 
tab_equ[ i J. codel_cst [no_elemJ, 
tab_equ[ i J. val 1_cst [no_elemJ, nb, 0 ); 
cst_vat'_e :-: t 1 _ t t· av ( st rwrk, tab_vat' [ refvat·· J. no_en t_pat·, 
tab_eq u[ i J . codel_va r [no_elemJ, 
ta b _ e q u [ i J . va 1 1 _va t' [ no_ e 1 e m J , n b , 0 ) ; 
end; 
2 cas e code of 
end; 
1 cs.t __ va,--_e ;-: t 1 _t rav ( st rwrk, tab _est [ ref est J. no_en t_pa,-·-, 
tab_equ[ i J. code2_cst [no_elemJ, 
tab _equ [ i J. val 2_cs t [ no_e 1 em J, nb, 0) ; 
2 : est_ var_e :-: t 1 _t rë.<.V ( st rwrk, tab _ va1··· [ 1·-efva r J. no_en t _par, 
fictif_code2_var, fictif_val 2_var,nb,O); 
end; 
nb : = nb + 1; 
y ( 'rec_i nd') ; 
end; 
begin (il· rec_cst_var ind *) 
x( ' rec_cst_var_ind ' ); 
nb : = 1; 
ref1 := tab[1J; 
ref:: := tab[2J; 
ref3 := ta.b[3J; 
if (refl <> 0) and (ref2 <> 0) and (ref3 <i 0) 
then begin 
strl := tab_ind[ref1J.nom; 
rec_ind (22, · , ' , strl); 
str2 := tab_ind[ref2J.nom; 
rec_ind (22, ·, ·, str2); 
str3 := tab_ind[ref3J.nom; 
rec_ind(19, ') ·,str3); 
end 
else if (refl <> 0) and (ref2 <> 0) 
then begin 
strl := tab_ind[ref1J.nom; 
rec_ind (22, ·, ' , str1); 
str2 := tab_ind[ref2J.nom; 
r e c _ i n d ( 1 9 , · ) · , s b-2 ) ; 
end 
else if refl <> 0 
then begin 
str1 := tab_ind[ref1J.nom; 
rec_ind ( 19, ·) ·, strl); 
end 
else begin 
ver_separateur( ' (',strw); 
if ok then erreur(26); 
end; 
if (refl <> 0) or (ref2 <> 0) or (ref3 <> 0) 
then elem __ suiv; 
if right(strw,1) = = (* état de l ' élément de*) 
then sep_sec (* somme courant il· ) 
else if right(strw,1) = · +· 
ther, signal_plus := true 
else if right(strw,1) = 
then signal_moins := true 
else if right(strw,1) = '* ' then signal_fois := true; 
y ( · rec_cst_var_ind '); 
end; 
'***************************************************************) 
(* enregistrement des informations relatives à STRG amp u tée du*) 
<• dernier ou des deu x derniers caractères si celle-ci *) 
(* représente un nom de variable *> 
<* appa r aissant pour la première fois alors que l ' on se trouve*) 
(~ dans le tt'aitement de 1 ' élément de somme NO_ELEM de la *) 
(* fonction objectif, du premier ou du second membre de la !ème*) 
<* contrainte, selon la valeur de CODE *> 
(* s ' il ne s'agit pas d'une variable apparaissant pour la *> 
(* première fois, on s'oriente vers la reconnaissance des noms*> 
<* de familles y apparaissant éventuellement *) 
'*************************************************************** ) 
procedure ver2_var_nom(strg : strBO; 
no_elem, code : integet'); 
var strwrk : str80; 
cpt : integer; 
stop: boolean; 
<•**************************************************************' 
(* procédure d ' enregistrement de s informations relatives à une*) 
(* variable apparaissant pour la première f o is ou production *> 
(* du message d ' erreur no 68 en cas de dépassement du nombre • > 




tab_var[j_vat'].nom := strwrk; 
refvar : = i va1·'; 
ivar := ivar + 1; 
if ivar > ma :-: _var then erreur(68 ) 
nb_ind_var := O; 
ver_sepa1-·-ateur ( ' ( ' , strw); 
if ok 
then case code of 
0 : t rt_i nd_par (nb_i nd_var, tab _var [ refvat' J. no_en t_par, 
fo. code_var[no __ elemJ, fo. val_var[no_elemJ, 2, 0); 
1 : t rt _i nd_par (nb _ind_vat', tab_vat' [ refvar J. no_ent_par, 
tab_equ[ i J. codel_vëit'[no_elemJ, 
tab_equ[ i J. val l_var[ n o_elemJ, 2, 1); 
2 : t rt_i nd_par ( nb_i nd_var, tab_ var [ refvar J. no_en t_pat' , 
fictif_code'.::_va r ,fictif_va12_var,2, 1); 
end 
else ok := true; 
end; 
begin (* ver2_var_nom •> 
x ( · ver2_var_nom ' ); 
strwrk := left(strg,length(strg)-1); 
precaution(strwrk); 
if i var = 1 
then interne 
else begin 
cpt := 1; 
stop:= false; 
repeat 
if tab_var[cpt J.nom = strwrk 
then begin 
refvar : = cpt; 
rec_cst _va1·'_i nd ( tab _var [ re fva r J. no_ent_pa r, no_e 1 em, code, 2) ; 
stop := true; 
end; 
cpt := cpt + 1; 
until (stop) or (cpt > ivar - 1); 
if not stop then interne; 
end; 
y ( ' ver2_var_nom'); 
end; 
(***************************************************************) 
(* procédure de vérification de la cohérence de l ' élément de *) 
<* somme I\IO_El_EM appat'U dans la. fonction objectif, le pt"emier •> 
(* ou le second membre de la Ièmè contrainte, selon la valeur •> 
<• de CONTROLE •l 
<* orientation en fonction des éléments effect i vement présents•> 
(* dans 1 ' élément de somme (constante, variable, somme) *) 
(***************************************************************) 
p roce•dure ver if _coherence ( no_e 1 E•m, con t t'O 1 e 
vat' restE~_ind, t'este_bis_ind : tableau; 
integer); 
(**************************************************************~*) 
<• procédure générant le message d'erreur no 26 et no 65 en cas *l 
(* d ' incohérence de la déclaration d'un élément de somme *) 
(* un nom de famille ne peut pas appara~tre dans RESTE sauf *) 
(* s ' il co r respond à une particularité >< non de décalage •> 
<* reprise dans TABCODE •l 
(* Un nom de famille ne peut pas appara~tre dans TABSOM s ' il *l 
<• correspond à une particularité >< non de décalage, sauf s ' il* ) 
(* est repris par ailleurs dans TAB *) 
'****************************************************************) 
p roce•dure fot'te_coh er ( tabsom, reste, tab, tabcode 




:,: ( · forte_cohet' · ); 
rien : = true; 
autre : = t t' ue; 
for cpt : = 1 to ma x indices d o 
begin 
if reste[cptJ <> 0 
then if (tabcode[cptJ = 0) or ( tabcode[cptJ = 3) then rien := false; 
if not rien then erreur(26); 
end; 
for cpt := 1 to ma x_indices do 
begin 
i f ( t abc ode [ c p t J = 1 ) o t' ( t abc ode [ c p t J = 2 ) 
then for cnt := 1 to ma x indices do 
end; 
begin 
if tabsom[cntJ = tab[cptJ 
then begin 
autre:= false; 
for tel := 1 to max_indices do 
if tel <> cpt 
then if (tabsom[cntJ = tab[tel]) 
and (tabcode[telJ <> 1) 
and (tabcode[telJ <> 2) 
then autre:= t rue; 
end; 
if not autre then erreur (65l; 
end; 
y( ' forte_coher ' ); 
end; 
-- -- - -- ---
<****************************************************************) 
(* procédure générant le message d ' erreur no 65 et no 66 en cas*) 
(* d ' incohérence de la déclaration d ' un élément de somme *> 
(* un nom de famille ne peut pas appara~tre dans RESTE sauf •> 
(* s ' il correspond à une particularité >< n o n de décalage *) 
(* reprise dans TABCDDEl *) 
(* un nom de famille ne peut pas appa r a~tre dans TABSOM s'il •> 
(* correspond à une particularité> < non de décaclage reprise à*) 
<• la fois dans TABCODE1 et TABCODE2 sauf s ' il appara~t par *) 
(* ailleurs dans TAB l ou TAB2 *) 
(****************************************************************) 
procedure autre_cohe r(tabsom,reste,tabcode1,tabcode2,tabl, tab2 
vat' ri en, deu :-: _ega l, repete, t r··ouve boa 1 ean; 
cpt,cnt,tel integer; 
begin 
x(' autre coher ' ); 
ri en : = t t·ue; 
for cpt := 1 to ma x indices do 
begin 
if reste[cptJ <> 0 
then if (tabcodel[cptJ = 0) or (tabcodel[cptJ = 3) 
then rien := false; 
if not rien then erreur(65); 
end; 
deu :-:_ega 1 : = t rue; 
for cpt := 1 ta max indices do 
begin 
i f ( ta b CO de 1[ C p t ] = 1 ) 0 t' ( ta b CO de 1[ C p t ] = 2 ) 
then begin 
deux_egal := false; 
for cnt := 1 to ma x indices do 
if (tabcode2[cntJ = 1) or (tabcode2[cntJ = 2) 
then if tabl[cptJ = tab2[cntJ 
then deu >:_egal := true; 
if deu:-:_ega 1 
then beg i n 
repete := false; 
fo r cnt := 1 to ma x indices do 
if cnt <> cpt 
then if (tabHcptJ = tabl[cntJ) 
and (tabcode H cntJ -..::.-- 1) 
and (tabcodel [ cnt] <> 2) 
then repete := t r ue; 
if not repete 
then begin 
for cnt := 1 ta ma x_indices do 
if (tab2[cntJ = tabHcptJ) 
and (tabcode2 [cnt] <> 1 ) 
and (tabcode2[cntJ <> 2) 
then repete := true; 
end; 
if not repete 
then for tel := 1 to max_indices do 
if tabsom[telJ = tabl[cptJ 
t h en e r t' eu t' ( 6 5 ) ; 
end 
tableau ) ; 





for tel := 1 to ma x_indices do 
if tabsom[telJ = tabl[cptJ 
then trouve:= true; 
if not trouve then er r eur(66); 
end; 
y ( 'autre coher ' ); 
end ; 
- - - - - - --- - - - -
'********************************************************* ) 
(* procédure générant le message d ' erreur no 65 en cas *) 
(* d ' incohérence de la déclaration d ' un élément de somme• > 
'********************************************************* ) 
p roced u re cohE•t' _g 1 ob a 1 e ( tabsom, tab, tabcode 
code : integet'); 
var cpt : integer; 
non_nul : boo lean; 
begin 
x ( ' coher_globale ' ); 
tableau ; 
vet··_b i s_coherence_i nd ( tabsom, tab, reste_i n d) :; 
if controle <> 0 (*contrainte•> 
then begin 
non_nul : = false; 
for cpt := 1 to max_indices do 
if reste_ind[cptJ <> 0 
then non_nul := true; 
j_ f non_nul 
then ver_b i s_coherence_i nd ( ta.b_equ [ i J. no_en t_p t t, res te_i nd, 
reste_bis_ind ) 
else for cpt := 1 to ma.:-:_indices do reste_bis_ind[cptJ := O; 
if code= 1 then forte_coher(tabsom,reste_bis_ind,tab,tabcode ); 
end 
E· l se if code = 1 then f Ot' te_coher ( ta.bso m, reste_i nd , tab, tabc: o de ) ; 
if code= 1 
then begin 
ver···_b i s_cohet'ence_i nd ( tab, tabsom, reste•_i nd ) ; 
for cpt := 1 to ma x_indices do 
if reste_ind[cptJ <> 0 
then er··reur (65); 
end; 
y (' coher_globale ' ); 
end; 
<******************************************************* ' 
(* procédure de vérification de cohé r ence lorsque ni •> 
<• constante ni va r iable n ' est présente, production du*) 
<• message d ' erreur no 65 s ' il e x iste un symbole de •> 
<• sommation sui v i de noms de familles •> 
(*******************************************************) 
procedure rien_somme; 
var cpt integer; 
begin 
:-: ( ' ri en somme• · ) ; 
for cpt := 1 to ma x indices do 
case con tt-o 1 e of 
0 if no_elem <> 0 
then if fo. no_ent_som[no_ele•m, cpt J <> 0 then erreur (65); 
1 if no_elem <> 0 
then if tab_equ[ i J. nol_ent_som[r1c,_elem, cptJ <> 0 
then erreur ( 65) ; 
2 if no_elem <> 0 
then if tab_equ[iJ.no::_ent_som[no_eJ.em,cptJ <.-· 0 
then e,- reur (65); 
end; 
y ( ' ri en somme · ) ; 
end; 
(******************************************************* ) (* procédure de vérification de cohérence lorsque une *> 




:-: ( ' est somme ' ); 
case controle of 
û: if no_elem <> 0 
integer); 
then coher_g loba 1 e ( fo. no_en t_som [ no_e 1 em J, 
tab_cst [ t' efcst J. no_ent_pa.r, 
fo. code_cst [no_elemJ, code ) ; 
1 if no_el ern <> 0 
the•n coher_globë<.le ( tab_e•qu[ i J. nol_ent_som[no_elemJ, 
tab_cst [ ref est J. no_en t _par, 
tab_equ[ i J. codel_cst [no_elemJ, code ) ; 
2 i f no_ e 1 e m < > (> 
then cohe r _g loba le ( tab_equ[ i J. no2_er1t_som[n o_e•lemJ, 
tab_cs t [ t' efcst J. no_er1 t_pa r, 
tab_eq u [ i J. codE:.>i_cst [no_elemJ, code); 
end; 
y ( ' est somme ' ); 
end; 
(*******************************************************) 
(* procédure de vérification de cohérence lorsque u ne *> 




:-: ( 'var somme ' ) ; 
case cont1·-ole of 
0 if no_elem <> 0 
integer); 
then cohet-_globale (fo. no_ent_som [ no_elemJ, 
tab_var[ refva r ]. no_ent_par, 
fo. code_var[no_elemJ, code, ); 
1 if no_elem <> 0 
then cohet'_g loba le ( tab_equ[ i J. nol_en t _som[no_elemJ, 
tab_var[ refva r J . no_ent_par, 
tab_equ[ i J. codel_vat··[no_elemJ, code); 
end; 
y ( 'var somme') ; 
end; 
(*******************************************************) 
(* procédure de vérification de cohérence d'un élément•> 
<• de somme produisant le message d'erreur no 65 si un*) 
<• nom de famille appara~t dans la quantification sans*> 
<* appara~tre dans les parenthèses de la c o nstante ni * l 
(* dans celles de la variable •> 
<*******************************************************) 
procedure som_somme; 




for cpt := 1 to ma x_indices do 
begin 
trouve:= false; 
case controle of 
0 if no_elem <> ù 
then tabsom[cptJ := fo.no_ent_som[no_elem,cptJ; 
1 if no_elem <> 0 
then tabsom[cptJ := tab_equ[i]. ol_ent_som[no_elem,cptJ; 
2 if no_elem <> 0 
then tabsom[cptJ := tab_equ[iJ.no2_ent_som[no_elem,cptJ; 
end; 




for cnt := 1 to max indices do 
begin 
if tab_cst[t•efcstJ.no_ent_pat' [cntJ = tabsom[cptJ 
then trouve:= true; 
end; 
if not trouve 
then bec,;i in 
for cnt := 1 ta ma x indices do 
if tab _ var [ t'efvar J. no_en t_pëH' [ cnt J = tabsom [ cpt J 
then trouve:= true; 
end; 
if not trouve then erreur(65); 
end; 
(*******************************************************) 
(* procédure de vérification de cohérence d ' un élément•> 
<• de somme d'une contrainte générant le message *> 
<• d ' erreur no 64 si un nom de famille est présent à •> 




var c p t , c n t : i n te g et' ; 
begin 
:< ( ' pt t somme ' ) ; 
for cpt := 1 to ma x_indices do 
for cnt := 1 to ma x indices do 
case contt·ole of 
1 if no_elem <> 0 
then if tab_equ[iJ.no_ent_ptt[cptJ <> 0 
then if tab_eqL.t[iJ. n o_entJ)tt[cptJ = 




if no_elem <> 0 
then if tab_equ[iJ.no_ ent_ptt[cptJ <> 0 
end; 
then if tab _equ[iJ.no_ent_ptt[cptJ = 
tab_e,qu[ i J. no2_ent_som[no_elem, cnt J 
then erreur(64 ); 
y < ' pt t somme ' ) ; 
end; 
(*********************************************************) 
(* procédure de vérification de cohérence supplémentaire*) 
<• entre noms de familles de quantification et noms de •> 
<* familles dans les parenthèses de la constante et de la*) 




:-: ( ' SU rp 1 LIS ' ) ; 
case controle of 
û if no_elem <> 0 
then begin 
aut,--e_coher (fo. no_ent_som [no_elemJ, reste_ind, 
fo. code_cst[no_elemJ, fa. code_var[no_elemJ, 
tab _cst [ refcst J. no_ent_par, 
tab_v a t'[ refva r J. na_ent_J:,ar); 
a u t t··e _cohet' ( f o. no_en t _som [ no_e 1 em J, res te_i nd, 
fo.code_var[no_elemJ ? fo.code_c s t[no_elemJ, 
tab _ vat' [ refvar J. no_en t_par, 
t ab _est [ ref c s t J. no_en t _pat·· ) ; 
end; 
1 if no_elem <> 0 
then begin 
a.utre_coher ( tab_equ[ i J. no1_ent_som[no_elemJ, reste_bis_ind, 
tab_equ [ i J. code 1 _est [ no_e 1 em J, 
tab_equ[ i J. code1_V i::H'[ no_elem], 
tab_cst [ t' efc s t J. no_ent_par, 
tab_var· [ refvat' J. no_ent_par) ; 
autre_coher ( tab_equ[ i J. nol_ent_som[no_elemJ, reste_bis_ind , 
tab_equ[ i J. code1_var[no_elemJ, 
tab_equ[ i J. code1_cst [no_elem], 
tab_var [ refvar J. no_ent_pa1··-, 
t ab _est [ ref est J. no_en t _pa r) ; 
end; 
2 if no_elem <> 0 
then begin 
c:1.u t re_cohet' ( tc:1.b _equ [ i J. no2_ent _som [ no_e 1 em J, res te_b i ~,_i nd, 
tc:1.b_equ[ i J. code2_cst [no_elemJ, 
end; 
end; 
y ( 'surpl us ' ) ; 
E·nd; 
begin (* ver if_coherence *> 
x('verif_coherence ' ); 
if controle <> 0 
then ptt_somme; 
fictif _code2_va,·, 
tab_cst [ refc s t J. no_ent_par, 
fictif _va,-- 2); 
if (refcst <> 0) and (refvar (? 0) (* une constante et une *l 
(* variable présentes *) then begin 
cst_somme (2) ; 




else if (refcst <> 0) and (refvar = 0) ( * une constante seule présente* ) 
then cst_somme ( 1) 
(refcst = 0) (* une variable seule*) else if (refvar <> 0) and 
then var_somme(1) 
else if (refcst = 0) and ( t'efvar = 0) constante, 
variable then 
y ( · ver if _cohet··ence ·) ; 
end; 
t·' i en_somme; 
<*********************************************************************** ) 
<• pt"océdure d '"attaque" de 1 ' élément de somme COURANT appat'U dans la *) 
(* fonction objectif, le premier ou le sec o n d membre d ' une cont rain te *) 
(* (CONTROLE= 0,1 ou 2), dont le facteur de multiplication e st FACT * > 
(* NB est le nombre de noms de familles présents dans les parenthèses • > 
<• de la sommation éventuelle * ) 
<• vérification de cohérence de l'élément de somme précédent, s ' il y a*) 
(* lieu * ) 
(***********************************************************************) 
procedu.r-·e init_elem_som(vat' fact : table2; 
var nb,courant inteoer: 
controle : integer ); 
(***********************************************************************) 
<• procéd u re d ' organisation de reconna issance de 1 'élément de somme • > 
(* NO_ELEM SE•lon que celui-ci commence pëw une sommation ou par un réel*) 
(***********************************************************************) 
procedut· e elem_som (vat' no_elem integer) ; 
var strwrk strBO; 
valeur : rea 1; 
'*******************************************************) 
(* procédure mettant AUX_BODL à faux si la cha~ne de * > 
<* caractères courante n'est pas un réel, à vrai sinon*> 
(* et générant le message d'erreur no 51 si 1 'éventuel*) 
(* réel conduit à un élément de somme nul q ui ne soit *l 
(* pas le dernier du second membre d'une c o ntrainte *l 
(*******************************************************) 
procedure proc_t' e el (var au :-: _bool 
var c od e ~ intE;;-ç1er; 
be9j n 
;-i ( • p roc _ree 1 · ) ; 
au x_bool := true; 
i t st 1·· wrk = 




if code <> 0 then au x_bool := false 
end; 
y ( · p t' oc_ r e e 1 · ) ; 
end; 
else if (valeur= Ol and (right(strw,1) 
then er r eur (51 ·,; 
> 
'*************************************************************** ) 
(* procédure d'agencement des procédures d e reconnaissance *) 
(* d ' une constante et de son enregistrement *> 
( -11 AU X_ BOO L est fa u ;-: s i 1 a s t r i n g cour an te an a 1 y s é e ne four n i t * l 
<• pas un nom de constante, CODE permet l'organisation de la * ) 
<* reconnaissance des noms de familles en distinguant fonction •l 
(* objectif, premier et second membre d'une contrainte *) 
(***************************************************************) 
pt··o c edure proc_cste ( var au >,_bool: boolean ; 
code: inte,:;ier); 
beç_iin 
;-: ( · proc_cste · ); 
au >'. _bool : = t1·-ue; 
vet··_cst_nom ( s t 1··w) ; 
if not trouve then au ;.: _boo l : = fa l se 
y ( ' proc_cste · ) 
end; 
el se rec_cst_v at·_i nd ( tab _c st [ t"·efc st J. no_en t _par, 
courant?code, l l ; 
(*************************************************************** ) 
(* procédure d ' agencement des procédures de reconnaissance *) 
(* d ' une variable et de son enregistremen t *> 
( * production du message d ' e rreur no 37 si le nom choisi a *) 
<* déjà été utilisé comme nom de constante * ) 
(***************************************************************) 
' ) 
procedure pt' Oc_var·' ; 
begin 
:-: ( ' p t'OC - V a. r ' ) ; 
ver _nom ( s t r w ) ; 
\/Et' _mot t'es ( st rw) ; 
ver_ f 2<.m_nom ( st rw, nb_ f am ) ; 
YE•r_nom_par ( st t'W, nb_ f am) ; 
ver···_cs t _nom ( st nAJ) ; 
if trou v e then erreur(37); 
ver _ equ_nom ( s t t'W ) ; 
ver2 _vat'_nom ( st t'i,J, courant, con t ro 1 e ) ; 
y ( ' proc_vat' ' ); 
E!nd; 
- - ---------------- ----
(***************************************************************) 
(* procédure d ' orientation vers la reconnaissan c e d ' un réel, * ) 
( * d ' une constante ou d ' une variable selon la valeur de NB et * l 
(* obtention d ' une valeur BOOL ten ant compte d u ré s ultat de * ) 
(* 1 'analyse *) 
(***************************************************************) 
procedure choi x (nb integer; 
var bool boolean l 
begin 
:-: ( ' choi>: ' ); 
case nb of 
1 proc_reel(bool ) ; 
2 : p roc_cste (bool, controle) 
3 : proc_var; 
end; 
y( ' choi :-: ') ; 
end; 
(*************************************************************** ) 
(* procédure au x iliaire pour la reconnaissance d ' un réel, *> 
(* d ' une constante ou d'une variable, selon la valeur de NB * ) 
(* adap tant la v aleur du booléen BOOL au résultat de 1 ' an a l y se *l 
( * prenant en c ompte les séparateurs e xceptionnels susceptib l e s * ) 
(* de se présenter se l o n que l ' on traite la f ontion o bj e c t i f, *) 
<• premier ou le sec ond membre d ' une contrainte • > 
(* prod uc tion des mess ~ges d ' erreur no 10, 14 et 16 en cas *) 
(* d ' erreur d e séparateur *) 
(***************4***********************************************) 
pro cedure e ~ceptj o n (nb integer; 
begin 
:-: ( .. e :-: c e p t i on ' ) ; 
case controle of 
0 beg i n 
rep et ( ' J ' ) ; 
var bool boolean ); 
if ok then begin 
ch o i :: ( n b , b oo 1 ) ; 
if bool then 
begin 
elem_suiv; 




else erreur ( lO); 
then e n ··eur ( 16); 
end; 
1 beç_ii n 
repet( ' = ' ); 
if ok then begin 
sep_sec; 
end; 
if not sm-tie 
then begin 
end 
if (right(strw,2) = ' >=') 
or ( right (strw? 2) = '< = ') 
then strwrk := left(strw,length(strw)-2) 
else strwrk := left(strw,length ( strw )-1); 
ch o i :-: ( n b , b oo 1 ) ; 
(* if bool then elem_sui v; * l 
end; 
e 1 se et··reur (49) ; 
2 begin 
rep et ( ' ; ' ) ; 
if ok then begin 
choi :-: (nb,bool); 





y ( ' e :-: cep t i or, ' ) ; 
end; 
(*************************************************************** ) 
(* procédure au xi liaire pour la reconnaissance d ' un réel, * > 
(* d ' une constante ou d ' une variable, selon la valeur de NB * > 
(* adaptant la valeur du booléen BOOL au résultat de l ' analyse*) 
(***************************************************************' 
procedure commune(nb : integer; 
var bool : boolean); 
begin 
:-: ( ' commu.ne_equ'); 
repet ( '+ · ) ; (* séparateurs pouvant apparaitre 
if not ok (* pour un réel, une este ou une var 
then begin 
repet ( · - ') ; 
if not ok 




signal_moins := true; 
end; 
(* mise à jour de l ' état *l 
(* de l'élément de somme*) 
else begin 
choi :-: (nb, bool); 
signal_plus := true; 
end; 
y ( , commune_E•qu,) ; 
end; 
(* mise à jou r de l ' état*) 
(* de l ' éléme nt de somme*) 
(***************************************************) 
(* fonctio n boolée nn e renvoyant la valeu r vrai si *) 
(* la string courante amp u tée du dernier caractère*> 
<* ou des deu x derniers est un réel *) 
(***************************************************) 
function reel : 
var bool_reel 
begin 
>: ( ' f-reel ' ); 
reel : = true; 
boolean; 
boolean; 
ver_separateur ( · * ' , stt'vJ); 
strwrk := left(strw,length(strw) - 1 ) ; 
precaution(strwrk); 




signal_fois := true; 
end; 
if not sortie then reel := 
y ( ' f--ree 1 ' ) ; 
end; 
<* mise à jour de l'état de * l 
(* l'élément de somme *> 
boa 1 _ree l; 
(****************************************** ********* ) 
<* fonction booléenne ren v oyant la valeu r v rai si * > 
(* la string courante amputée du dern i e r caractère*) 
<* ou des deux derniers est une constante *) 
(*************************************************** ) 
function constante: boo lean; 
var bool_c ste boolean; 
begin 
:-: ( · f-c s te · ) ; 
constante:= true; 
ve r _separateur( ' * ' ,strw); (* c o nstante sans pa r e n th è ses * l 
strwrk := left(strw,length (strw)-1 ) ; 
precaution(strwrk); 
if not ok 
then begin 
repet ( ' ( ·); (* constante a v ec pa r en t hèse s * l 
if not ok 
then commune (2, b ool_cste ) 
e 1 se p 1·-oc_cste ( boa 1 _este ? c on t r o 1 e > ; 
end 
else begin 
p t' □c_cste ( boa 1 _este, con t ro 1 e ) 
signal_fois := true; (* mise è jour de 1 'état de* ) 
end; (* 1 ' élément de somme *) 
constante:= bool_cste; 
y( ' f·- cste') 
end; 
'***************************************************) 
<* fonction booléenne renvoyant toujours la valeur*) 
(* vrai à moins d'une sortie en erreur dans les •> 
(* procédures appelées *> 
(***************************************************) 
function variable: boolean; 
var bool_var boolean; 
beç1 in 
:-:(' f-vat' '); 
ver_separateur(' ( ·,strw); 
strwrk := left(strw,length(strw ) -1); 
precaution(strwrk); 
if not ok 
then commune(3,bool_var) 
else proc_va.t'; 
variable := true; 
y ( 'f-var · ); 
end; 
(***************************************************) 
(* procédure de traitement et d ' enregistrement des•> 




:-: ( ' somme ' ) ; 
case controle of 
0 tt't_ind_pat' (nb, fo. no_ent_som[no_elemJ, fo. code_som[no_elemJ, 
fo.val_som[no_elemJ,1,0); 
1 trt_ind_pat' (nb, tab_equ[ i J. nol_ent_som[no_elemJ, 
tab_equ[ i J. codel_som[no_elemJ, 
tab_equ[ i J. val 1_som[no_elemJ, 1, 1); 
2 t rt_i nd_par ( nb, tab_equ [ i J. no2_en t_som [ no_el ern) , 
tab_equ[ i J. code2_som[no_elemJ, 
tab_equ[iJ.val2_som[no_elemJ,1,1 l ; 
end; 
y ( · somme ' ) 
end; 
<************************************************************) 
(* procédure d ' enregistrement de la référence à la constante*) 




:-: ( 'ent'_cst · ); 
c as e c D n t t- o 1 e of 
0 fo.cst[no_elemJ : = refcst; 
1 tab_equ[iJ.cstl[r,o_elemJ := refcst; 
2 tab_equ[ i J. cst2[no_elemJ : = refcst; 
end; 
y ( ' enr_cst ·); 
end; 
(************************************************************) 
<• procédure d ' enregistrement de la référence à la variable•> 
<• d'un élément de somme à l ' endroit convenable •> 
(************************************************************) 
p rocedure en r_vat'; 
bE-'g in 
:-: ( · enr_var ·); 
case controle of 
0: f o . v ariable[n o _elemJ := refvar; 
1 tab_equ[iJ.va r 1[no_elemJ := ref v ar; 
end; 
y ( ' enr_var · ); 
E·nd; 
(************************************************************ ) 
<• procédure d'agencement du passa ge d ' un éléme n t de somme *) 
( * au su ivant (si on a un signe "+" ou " ·- ") ou du passage -Il· ) 
(* entre éléments au s e in d ' un mème élément de somme •> 
( -JE (si on a un signe "*") incluant la vé r ification de * ) 
(* cohé r ence de l ' élément de somme complètement traité e t •> 
(* mise à 1 ou -1 du multiplicateur de l'élément de somme • > 
(* suivant, s'il y a lieu (signe"+" ou"-·") -11· ) 
(* produc tion du message d ' erreur no 46 en cas de dépasse- * > 
(* ment du nombre ma x imal d ' éléments de somme permis •> 
(************************************************************ ) 
proced ure mise_en_place; 
begi n 
:-: ( ' mise _en_place · ); 
if (length (strw) = 1) and not signal_plus 
and not sign a l_moins and not signal_fois 
then eJ.em_suiv; 
if signa l _p l us <• signe "+" •> 
then begin 
else 
signal_plus := false; 
courant :=courant+ 1; 
if courant > ma x_som then e rre u r(46) ; 
fact[courantJ := 1; 
if length (st r w) ~ 1 
then ve r if_coherence(cou r ant - 1,controle ) ; 
refvar := O; (* vérification de cohérence et 
t·efcst ~ = O; 




signe Il li 
signa l _moins := false; 
courant :=cou r ant+ 1; 
if cou rant > ma x_som then e r re u r (46); 
fact[courantJ := -1; 
if length (strw ) > 1 
r emi s e 
then verif_coherence(courant-1,controle); 
refvar := O; (* vérifi c ation de cohérence et remise à O * ) 
t'e f CS t : = 0; 
elem_suiv; 
end 
else if signal_fois <* signe "* " * ) 
then begin 
signal_fois := false ; 
el e m_suiv; 
end; 
y( 'mise_en_place'); 
en d ; 
(************************************************************** ) 
<* proc éd u re d ' agencement de l ' ord r e d a n s leq ue l les éléments *l 
(* d ' un méme élément d e s o mme doiven t a p p a rai t re et ètre * ) 
(* rec onn us *) 
<* pro duc t i o n du message d ' e r reur no 5 0 si une variab le *l 
<* apparait dans le second memb r e d ' une con t rainte, no 6 3 si *) 
(* un réel apparait seu l dans le premier memb r e et no 62 s i *l 
( * une con s tante apparait seule dan s le premi e r membre *l 
(* enregistrement des valeurs réelles s ' il y a lieu • > 
<* cas où 1 ' élément de somme commence pa r une sommat i on •> 
(************************************************************** ) 
procedure petit_morceau ; 
begin 
x (' petit morceau ' ); 
if strwrk <> som 
then if not constante 
then begin 
if controle = 2 
then begin 
if variable then e r reu r (50 l 
end 
else begin 




i f con b ' o 1 e = 1 
then begin 






ver_separateur(' ( · ,strw ) ; 
if not ok 
then begin 
ok := true; 
if not reel 
then begin 
if not so~-t i e 
then begin 
if not constant e 
tt-,en beg in 
if co n trole = 2 
then begin 











if con t role = 1 
then begin 
if not signal_fois 




e 1 se b eç_1 in 
i f con t t'a 1 e = 1 
then beg i 11 
if not signal_fois then erreur(63); 
fact[no_elem J := fact[no_elernJ * valeut· ; 
end 
else begin 






if not constante 
then begin 
if controle = 2 
then begin 
if variable then erreur(50 ) ; 
end 
else begin 





if controle = 1 
then begin 




y('petit morceau ' ); 
end; 
(**************************************************************) 
(* procédure d'agencement de l . ' ordre dans lequel les éléments*) 
<* d ' un mème élément de somme doivent apparaitre et ètre *> 
<* reconnus *) 
(* production du message d ' erreur no 50 si u ne variable *) 
(* apparait dans le second membre d'une contrainte, no 63 si *) 
(* un réel apparait seul dans le premier membre, no 62 si *> 
(* une constante apparait seule dans le premier membre et no * ) 
(* 48 en cas d ' erreur de séparateur *> 
(* enregistrement des valeurs réelles s ' il y a lieu *) 





j_f not r€~el 
then if not sortie 
then begin 
if strwrk som 
then begin 
if not constante 
then begin 
if controle = 2 (* 2ème memb re • > 
then begin 
if variable then erreur(50); 
end 
els.e begin 






i f con t r~o 1 e = l (* 1er membre*) 
then begin 
if not signal_fois then erreur(62 ) ; 
end; 
enr_c st ; 
end; 
ver_separateur(' c · ,strw); 
if not ok then erreur(48); 
somme; 
if not ref.?l 
then begin 
j_ f not sortie 
then begin 
if not constante 
then beç) in 
if controle = 2 
then begin 
if variable 











E· lse begin 
encl 
e•nd 




if not signal_fo i s 
then erreur ( 62) ; 
end; 
el~.e beçJ iri 
end; 
if not sort i E 
then begin 
end; 
i f con t t' □ 1 e = 1 
then begin 
if not signal fois 
t t--,er, erreur ( 63 ) ; 
end; 
f act[no_E·lemJ := fact[no_elemJ -li· valeL.w 
end; 
else if not sortie then begin 
y( ' gros morceau ' ); 
e·nd; 
begin (* elem_som -li- ) 
:< ( • elem_sc,m ' ); 
mise_en_plac:e; 
D k : = t t·, u e ; 
if controle = 1 
then begin 
if not signal_fois 
then ert'eLir (63); 
end; 
fa c t[no_elemJ := f act[no E•JemJ * valeut· ; 
end; 
i f ( t' i g h t ( s t 1·' w , 1 ) < > · ) an d ( r i g h t ( s t r w , 1 ) < > · ) 
then begin 
strwrk := left(strw,length(strw l -1 >; 
precaution(strwrk); 
ver_separateur( ' (',strwl; 
if not ok then begin 
end; 
y ( · ele•m_som ·); 
end ; 
ok := true; 
g r□ :-_morceau; 
e nd 
else begin 
pet i t_morceau; 
end; 
begin (-it· init_elem_som -it· ) 
:-: ( ' in i t _e 1 em __ som ' ) ; 
if s t rw < > '+ ' 
then if right (strw, 1) <> ' + ' 
then if strw <> 
then if right (sb·w, 1) <> 
then begin 
if courant= 0 then courant :=courant+ 1; 
if fact[courantJ = 0 then fact[courantJ := 1; 




if courant= 0 then courant :=courant+ 1; 
if fa c t[courantJ = 0 then fact[courantJ := 1; 
if courant < ma x_som 
then fact[courant + 1] := -1; 
elem_som( cou rant ) ; 
end 
signal_moi ns := true; 
if courant < ma.:-:_som 
then if fact[courant+1J = 0 then fact[courant+lJ := -1; 





if courant= 0 then courant :=courant+ 1; 
if fact[courantJ = 0 then fact[courantJ := 1; 
if courant< ma x_som 
then fact[co u rant + 1] := 1; 
elem __ som (cou,· ant). 
end 
signal_plus := true ; 
if courant< ma x_som 
then if fact[courant+lJ = 0 then fact[courant+1J := 1; 
verif_coherence(courant,controle ) ; 
elem_so m(courant ) ; 
end; 
y ( ' in i t _el em_som ' ) ; 
end; 
'***************************************************************** ) 
(* procédure de reconnaissance globale d ' une contrainte *) 
(* production du message d'erreur no 44 en cas de dépassement du * l 
(* nombre maximal de noms de contraintes per·mis * ) 
(*****************************************************************) 
procedure contrainte; 
var cpt : integer; 
(***************************************************************** ) 
(* procédure de reconnaissance du second membre d ' une contrainte* ) 
(* production du message d ' erreur no 46 en cas de dépassement du * l 




:-: ( ' scd_mb1·e ') ; 
si.gnë:d_plus := false; 
signal_moins := false; 
signal_fois := false; 
so r tie := false; 
nb ind_som := O; 
elem_suiv; 
repeat 
(*initial i sations*) 
(* plus de problème de passage*) 
(* au second membre ici *) 
ini t_e•lem_som ( tab_equ[ i J. mul t2, nb_i.nd_som, nb 2 _som[ i J, 2); 
until (right (s tn,J '., 1 ) = ' : ' )or (riç1ht(strw,l) = ',,' ); 
( * fin du par219raphe "e•q u: " ou autre c c,n trainte *) 
if nbl_som[iJ + nb :: __ som[iJ > ma:-:_som then erreur(46 ); 
vet' if _coherence ( nb2_som [ i J, 2) ; ( * vét' if i cati on de cohét··ence du * ) 
ref v ar := O; (* dernie r élément de somme du *) 
refcst := O; 
y (' scd_mbre '); 
end; 
(* second membre et remise à 0 * ) 
(***************************************************************** ) 
(* procédure de rec onnaissance du prem ier membre d ' une contrainte• ) 
(* production du messag e d ' erreur no 22 en cas d ' erreu r de • > 
<* séparateur, no 46 en cas de dépas s ement du nombre ma x imal • > 
(* d ' éléments d e somme permis •> 
(***************************************************************** ) 
proceduJ·'e prem_mbt' e; 
b~?gin 
:-: ( · p rem_mb t'e · ) ; 
v e t·· _sep a. ra t eu t· ( ' , ' , s t 1·' w ) ; 
if not ok then e r reur(22>; 
ver_nom (stt'w); (* vérification du nom• > 
vet'_mot_res (stt-w); (* de la contt' ainte • > 
ver_fam_nom (strw, nb_fam ) ; 
ver_nom_p ë<.t' ( s t rv1, nb _ f am l ; 
ver_eq u _nom (stt··w) ; 
verl_var_nom (strw ); 
place_nom (strw, ta.b _equ[ i J. nom); 
elem_suiv; 
nb_ind_som := O; 
if strw[lJ = '#' (-11· quant i fica.tion • > 
then beg i. n 
repeat 
ver_sepa.rateur ( , ' , stn,,1); 
if not ok then erreur(22 ) ; 
trt_ind_ptt (nb_ir1d _ptt, ta.b_equ[ i J . no_ent_ptt, 
tab __ equ[ i J. code_ptt, tab_equ[ i J. val_ptt, 1); 
end ; 
init_Elem_som ( tab_equ[iJ.multl,nb_ind_som,nbl_so m[iJ,1); 
until (tab_equ[iJ.code_equ <> 0) or (sor tie) or (right(strw,1) = ' = ') ; 
(* fin du premier membre* ) 
if nbl_som[iJ > ma x_som then erreur( 4 61; 
vet··if_cot-1erence(nbl_som[j_J, 1); (-11· vé1···ifica.tion de cohét' ence du -lit· ) 
refvar := O; (* de r nier élément de somme du * ) 
refcst := O; (* premier membre et rem ise à O * l 
if (right(sb··w,l> = '= ' ) and (tab_equ[iJ.code_equ = 0) 
then sE1p_sec:; 
se d _rnb t··e; 
y ( 'p rem- mb t'e ' ) 
end; 
begin <• contrainte *l 
:-: ( ' contrainte'); 
i : = 1 ; 
for cp t : = 1 to ma :-: _equ do 
begin 
nb l _som[cptJ := O; 
nb2_som[c ptJ := O; 
end; 
signal_plus := fal se; 
signal_moins := false; 
signal_fois := fal se; 
repeat 
p rem_mb re; 
i := i + 1; 
<•initi alisations*) 
un t i 1 ( i > ma >: _equ) 
if i > ma :-: _equ then 
nb_equ := i - 1; 
or (right (stt•w, 1) = : · ); 
erreut' ( 44) ; 
n b _var : = i vat' - 1 ; 
y ( ' c on t t'a i n t e ' ) ; 
end; 
<• nombre to t al de cont r aintes• > 
(* nomb re to t a l de variables *) 
'******************************************************* ) 
(* procédure de reconnaissance de la fonctio n objectif•> 
<* production du message d ' e rreur no 38 et n o 16 en cas* ) 
<• d'erreur de séparateur, no 4 3 sur la natu r e de •> 
<• l ' optimisation, no 46 en cas de dé p assemen t du • > 
(* nombre ma x imal d ' éléments de somme autorisé •> 
(***********~******************************************* ' 
procedure fonct_obj; 
var strwrk : str80; 
begin 
:-:(' fo ' ); 
i := O; 
ivar := 1; 
refva.r : = 0; 
refcst : = O; 
sortie := false; <• pas de problème de second membre ici• > 
ver_sep arateur(' [ ',strwl; 
if not ok then erreur (38 l ; 
strwrk := left(strw,length(strw)-1 ) ; 
if strwrk <> min 
then if strwrk <> ma x 
ther, erreur ( 43 ) 
else fa.nat ure := false 
else fa.nature := true; 
signal__plus := false; 
signal_moins := false; 
signal_fois := false; 
nb_ind_som := O; 
nb_fo_sorn := O; 
el.em_suiv; 
<•ini t ialisations•> 
repeat 
in i t_elem_som ( f o. mul t, nb_i nd_~,o m, nb_ fo_som, 0 ) ; 
un t i 1 ( n b _ f o _ s o m > ma :-: _ s;. o m ) or ( r i g h t ( s t r i-.i , 1 ) = • ' ) 
or ( t' i g h t ( s b'w, 1 ) = ' J ' ) ; 
<• f in de la fonct ion objectif ou début d ' un premier membre de contrainte•) 
if nb_fo_som > ma x _som then erreur(46); 
ver if _coherence ( r1b_ fo_som, 0) ; ( * vé1·' if i caton de cohérence du derr1 i er *) 
refcst := O; (* élément de somme et remise è Odes *) 
ref v ar : = 0; ( ·IE références *) 
if right ( strw,1) = ' J' 
then beç, in 
elem_suiv; 
if St t' W < > 
elem_suiv; 
th en er1·'E'Ur ( 16 ) ; 
end; 
y( ' fo ' ); 
end; 
(********************************************************** ) 
<• procédure d'initialisation de l'ensemble des variables • > 
(**********************************************************) 
procedure initialise; 
vat' c p t , c n t , te 1 : i n te g e r ; 
begin 
:-: ( ' in i t i ë<. l i se ' ) ; 
i vat' : = 1; 
fo r cpt := 1 to ma x _va r do 
begin 
ta b _vat' [ c p t J . nom : = 
for cnt := 1 to ma :-: _indices do t21b_vat'[cpt J .no_ent_par[cntJ :=- O; 
end; 
fot' cpt : = 1 to ma:-:_equ do 
beg1n 
tab_equ[cptJ.nom := · ; 
tab_equ[cptJ.code_equ ~= O; 
for cnt := 1 to ma x _indices do 
begin 
tab_equ[cptJ.no_ent_ptt[cntJ := O; 
tab_equ[cptJ.code_ptt[cntJ := O; 
tab_equ[cptJ.val_ptt[cntJ := O; 
end; 
for cnt := 1 to ma x _som do 
begin 
for tel := 1 to ma x _indices do 
begin 
tab_equ[cptJ. nol_ent_som[cnt, tel J : == O; 
tab_equ[cpt J. no:C:·_ent_som[cnt ~ te l J : = O:; 
tah_equ[cptJ.codei_s c,m[cnt?telJ :== O; 
ta b _e q u [ c p t J • code:·_ s o m [ c n t , te 1 J : = 0 ; 
tab_equ[cpt J. vaJ 1_som[cnt, tel J : = O; 
tab_equ[cptJ.val2_som[cnt,telJ := O; 
tab _equ[cptJ.coclel_cst[cnt,telJ := O; 
tab_equ[cptJ.code2 _cst[cnt,telJ := O; 
tab_equ[cptJ.val1_cst[cnt,telJ := O; 
tab_equ[cptJ.val2_cst[cnt,JtelJ := O; 
tab_equ[cptJ.code1_var[cnt,telJ := O; 
të<.b_equ[cpt J. val l_v2<.r[cnt, tel J : = 0~ 
end; 
tab_equ[cptJ.csti[c:ntJ := O; 
tab_equ[cptJ.cst2[cntJ := O; 
tab __ equ [ c:ptJ.vat'l[cntJ := O; 
tab_equ[cptJ.multi[cntJ := O; 
tab_e•qu[cptJ.mult2[cntJ := O; 
end ; 
E•nd; 
for cpt := 1 to ma x _som do 
be ,;:i in 
for tel := 1 to max indices do 
begin 
fo.no_ent_som[cpt,telJ := O; 
fo.code_s o m[cpt,telJ := O; 
fo.val_som[cpt,telJ := O; 
fo . code_cst[cpt,telJ := O; 
fo.va l _c:st[cpt,telJ := O; 
fo.code_var[cpt,telJ := O; 
fo . val_var[cpt,telJ := O; 
end; 
fo.cst[cptJ := O; 
fo.variable[cptJ := O; 
fo.mult[cptJ := O; 
end; 
for cpt := 1 to max indices do 
begin 
fictif_code2_var[cptJ := O; 
f i c t i f _va 1 2 _vat' [ c p t J : = 0 ; 
fic:tif_var2[cptJ := O; 
end; 
y ( ' initia 1 i se· , ) ; 
end; 
begin <* intro_equ *) 
;,: ( ' intt'□_equ ' ); 




y ( ' intrc:,_equ ' ); 
e•nd; 




(* overlay de niveau 2 (inutile mais ... ) •> 
<* lecture sans vérification jusqu ' à •> 
(* 1 'obtentior1 de "fin: 11 •> 
un t i 1 ( d . g h t ( s t 1·· w , 4 ) = ' f i n : , ) ; 





:-: ( ' in i t memo i r··e ' ) ; 
debug1 := false; 




nb_fam : = O; 
nb_elem_fam := O; 
nb_cst := O; 
nb_elem_cst : = O; 




(* procedures d ' affichages des résultats de rec onna issance * l 
( * de synta xe des diffé rent s paragraphes (fami lles? constantes, * ) 
<* equations) utilisées uniquement en période de tests *> 
(**************************************************************** ) 
(* 
pt' o c e dure 




t a. b 1 e _ i n d e :-: ; 
beg j_n 
ec. ris ln ( · · ) ; 
ecrisln(i2s(nb_fam,2) + 
for i := 1 to nb_fam do 
begin 
tb := tab ind[1J; 
ecrisln < i2s ( i, 3) + 
if tb.num 
then begin 
familles . ) ; 
· + tb.nom); 
e c r i s 1 n ( · par i n te t ' va 1 1 e : · ) ; 
ecrisln('de + i2s(tb.borne_inf,5 ) + 
end 
el~~e begin 
ecrisln ( 'par enumeration : ·); 
for j := tb.borne inf to tb . borne_sup do 
ecri s( mem_alpha[jJ + ' ); 
ecrisln( ' '); 
end; 




proced ure affiche_result_2; 
var no,i,j integer; 
beçiin 
ec r is ln ( · · ) ; 
ecrisln(i2s(nb_c s t,2) + constantes ' ); 
for i : = 1 to nb_cst do 
br.:=:g in 
ecrisln(i2s(i,3) + + tab cst[i J.noml 
ec ri s ( · # · ) ; 
for j := 1 to ma x indices do 
begin 
no:= ta.b_cst[iJ.no __ er1t_ptt[jJ; 
ec ris ( i ::s ( j , 3) + · ) ; 
if no <> 0 
then begin 
ecris ( tab_ind[noJ.noml; 
end; 
a + i2s(tb.borne_sup,5 ) ) 
if j ma x indices then begin 
ec ,, i s ( ' ) :; 
end; 
end; 
ec ris 1 n ( ' ' ) ; 
ec t' i s ( ' f a.m ' ) ; 
for j := 1 to max indices do 
begi n 
no := tab_cst[iJ.no_ent_par[jJ; 
ec ris ( i ::s ( j , 3) + · ) ; 
if no< > 0 
then beç:i in 
ecris(tab_ind[noJ.nom ) ; 
end; 
if j < ma x indi c es then begin 
end; 




for j := 1 to tab_cst[iJ.tota.l do 
begin 
ecris(r2s(mem_const[j + no - 1J,8,4 )l ; 
end; 





var i,j,k integer; 
begin 
ecrisln( ' '); 
ecris (' Fonction objectif ' ); 
ec ris ( ' I l faut · ) ; 
if f o .nature then ec:ris('minimiser ' ) else ecris (' ma x imiser ' l; 
ec ris ( ' 1 a. fonction . · ) ; 
ec ris 1 n ( · .. ) ; 
ecrisln ( ' no_elem I no ent_som 
for i := 1 to nb_fo_som do 
begin 
ec ris < i 2s. ( i , 3) + ! ' ) ; 
for j := 1 to 3 do 
code_som 
e cri!:. ( i2s < fo . nc,_ent_som[ i, j J, 5) + ') ; 
ecris (' ! '); 
for j := 1 ta 3 do 
ect'is(i2s(fo.code_som[i,jJ,5) + ' ); 
ec ris ( ' ' ' > ; 
for j := 1 to 3 do 
ecris ( i2s ( fc,. val_sc,m[ i, j J, 5) + '); 
ec t' i s 1 n ( ' · > ; 
end; 
ec ris 1 n ( ' · ) ; 
ecrisln ( · est c:ode_cst 
va ï som · ) ; 
val _est ') ; 
for i := 1 to nb_fo_som do 
begin 
ec ris ( i 2s:. ( i , 3) + · ) ; 
ecri s( i2s ( fo.cst[iJ,5 ) + 
e r.: r-- i s ( · 1 .. ) ; 
for j := 1 to 3 do 
ecr is(i:2s ( fo.code_cst[i, jJ,5) + 
e c r--i s ( ' 1 ' ) ; 
for j := 1 to 3 do 
ecris (i2s ( fn.val_cst [i, jJ,5) + 
ec ris 1 n ( · ' ) ; 
enc:I; 
ec ,.-. i s ln ( · .. ) ; 
ecrisln ( ' var-· iable 
for i ~= 1 to nb_fo_som do 
begin 
ec ris ( i 2s. ( i , 3) + · ) ; 
, ) ; 
.. ) ; 
, ) ; 
code __ v ar 
ecris ( i2s(fo.variable[iJ,5) + 
ec r is(' 1 '); 
, ) ; 
for j := 1 to 3 do 
ecris(i2s(fo.code_var[i,jJ,5) + 
ecris(' 1 ' ); 
for j := 1 to 3 do 
, ) ; 
e c r i s ( i 2 s ( f o . va l _va t' [ i , j J , 5 ) + ' ) ; 
ec ris 1 n ( ' · ) ; 
end; 
ecr' i s 1 n < • ' ) ; 
ec ris 1 n ( 'mu 1 t ' ) ; 
for i := 1 to nb fo som do 
ecrisln(i2s(i,3) + + r2s (f o.mult[iJ,8,3)l; 
ecr-·isln ( ' '); 
e c r-· i s l n ( ' · ) ; 
ecrisln ( 'Equati. ons=, : ·) ; 
fot' i : = 1 to nb_equ do 
begin 
e c:r isln (' e•quat ion ' + i2s ( i, 3) + nom 
ecrisln <' nc,_ent_ptt code_ptt 
for j := 1 to 3 do 
Il , 
ecris ( i2s ( tab_equ[ i]. no_er1t_ptt [ j J, 5) + 
ecris('! '); 
, ) ; 
for j := 1 to 3 d o 
ecris ( i2s ( t21.b_equ[ i J. code_ptt [ j J, 5) + 
ec ris ( .. 1 ' ) ; 
for j := 1 to 3 do 
, ) . 
, ' 
ecris ( i2s(tab_equ[iJ.val_ptt[jJ,5) + ') ; 
ecri~-ln ( · · l; 
ecrisln('Code = '+ i2s(tab_equ[iJ.code_equ,3)); 
ec ris 1 n ( ' ' ) ; 
ec ris ln ( · 1 et' membre · ) ; 
vai va,- ' ); 
+ tah_equ[iJ.nom + 
val_ptt ·) ; 
, Il , ); 
ec r is 1 n ( · ' ) ; 
ecrisln ( .. nol_ent_som codel_som va.]1_som ' ); 
for j := 1 to nb1 som[iJ do 
begin 
ec ris ( i 2s ( j , 3) + · ) ; 
for k := 1 to 3 do 
ecris ( i2s ( tab_equ[ i J. nol_ent_sorn[ j, k J, 5) + ·); 
ecris( ' 1 '); 
for k := 1 to 3 do 
ecris ( i2s ( tab_equ[ i J. code1_som[ j, k J, 5) + ') ; 
ecris(' 1 '); 
for k := 1 to 3 d o 
ecris(i2s(tab_equ[iJ.val1_som[j,kJ,5) + ' ); 
ec t-· i s 1 n ( ' ' ) ; 
end; 
e crisln( ' ') ; 
ecris]n(' cst1 codei_cst va ll __ cs t ' ); 
for j := 1 t o nbl_som[iJ do 
be c_;iin 
e c ris ( i 2s ( j , 3) + ' ) ; 
e cris( i 2s(tab _eq u[iJ .cst1[jJ,5 ) + ' ); 
e c ris ( ' ! ' ) ; 
for k := 1 t o 3 d o 
ecris ( i2s ( te.h _eq u [ i J . codel_cst [ j, kJ, 5) + ' ) ; 
ec:ris ( ' ! '); 
f or k := 1 to 3 d o 
ecris ( i:2s(tab_equ[iJ.val1_cst[j,kJ,5) + ' ); 
e::•crisln ( ' ' ); 
end ; 
ecrisln ('' ) ; 
e c ,., i s 1 n ( ' var1 
nbl_som[i J do 
code 1 _var 
fo r j : = 1 to 
beç_, in 
ec ris ( i 2s ( j , 3) + ' ) ; 
ecris ( i2s ( tab_equ[ i J. vat' l [ j J, 5) + 
ec ris ( ' ' ' ) ; 
for k := 1 to 3 do 
ecris ( i2s ( tab_equ[ i J. codel_var[ j, k J, 5 ) + 
ecris. ( ' ' '); 
for k := 1 to 3 do 
e c:ris ( i2s, ( tab_equ[ i J. va l 1_var [ j, k J, 5) + 
ec ris 1 n ( ' ' ) ; 
end; 
ec ris 1 n ( ' ' ) ; 
ecrisln( ' multl ' ); 
, ) ; 
, ) ; 
, ) ; 
for j := 1 to nbl_s o m[iJ do 
begin 
e crisln( i 2s(j,3 ) + + r 2s ( tab_equ[iJ.mult1[jJ,8,5 ) ); 
end; 
e c:risln (' '); 
ecrisln ( '2n d memb t"e ' ) ; 
ecrisln (' '); 
ecrisln ( ' no:·_ent_som code 2 _som 
f or j := 1 t o nb 2 _ som[ iJ do 
beg in 
e cris( i2s(j 1 3) + ' ) ; 
f or k := 1 to 3 d o 
ecris ( i2s < tab_equ[ i J. no2_ent_so m[ j, k J, 5 ) + ') ; 
e c ris < ' 1 ' ) ; 
for k := 1 t o 3 do 
ect'is:, ( i2s ( tab_equ[ i J. code2_sorn[ j , k J, 5) + 
ec ris ( ' ' ' ) ; 
for k := 1 to 3 do 
ecris ( i2s ( të<.b_equ[ i J. val'.:::_som[ j , kJ, 5) + 
ecrisln( ' ' ); 
end; 
, ) ; 
, ) ; 
ec r is 1 n ( ' ' ) ; 
ecrisln( ' cst 2 code2_cst 
vall var') • 
- ' 
va. l 2_sorn ' ) ; 
val2_cst ' ); 
for j := 1 to nb2_som[iJ do 
begin 
ec ris ( i 2s ( j , 3 ) + ' ) ; 
e c t' i s ( i 2 s ( t ab _ e q u [ i J • c s t 2 [ j J , 5 ) + 
ecri s('! '); 
for k := 1 to 3 do 
ect'i!=, ( i2s (t ab_eq u[ i J. code2_cst[ j , kJ, 5) + 
ecri s(' 1 ' ); 
for k := 1 to 3 do 
ecris ( i2s ( tab_equ[ i J. val2_cst[ j, kJ, 5 ) + 
ecrislr, ( ' '); 
end; 
ecr- i s 1 n ( ' · ) ; 
ecrisïn( ' 
fot' j : = 1 
begin 
mult2') ; 
to nb2_som[iJ do 
, ) 
. ) ; 
. ) ; 
ec ris ln ( i 2s ( j , 3) + + r 2s(ta.b_equ[iJ.mult2[jJ,8,5 ) ) 
end; 
ec ris 1 n ( ' ' ) ; 
ecrisln ( 'Variables : ' ); 
for j : = l to nb_var do 
begin 
ecris( ' "' + tab_var[jJ.nom ,. 
for k := 1 to 3 do 
, Il 
, ) ; 
e c r i s ( i 2 s ( ta b _vat' [ j J . no_ en t _p a r [ k J , 2 ) + ' ) ; 







(* agencement du traitement de reconnaissance de la synta xe*) 
(************************************************************) 
procedure compil; 
vat·· fam_vu, cst_vu, equ_vu, com_vu boolean; 
'*************************************************************** ) 
(* procédure de reconnai ssance de la s ynta xe des fam illes et * > 
(* de la cohérence de s paragraphes è ce ni veau * ) 
(* p roduction de s messages no 35 et no 02 en cas d ' incohérence*) 




;: ( ' tt- t f am ' ) ; 
if cst_vu Dt' equ_vu o r corn vu then et·reu r (35 ) ; 
if fam_vu then e rreur(02); 
intt-o_inde :< ; 
msg( ' p21.ragraphe "famiïles" traité ' ,B ,false) ; 
(*affiche_result_l;*> 
fam_vu := tru e; 
y('trt fam ' ); 
end; 
(***************************************************************) 
(* procédure de reconnaissance de la synta xe des constantes et*) 
<* de la cohérence des paragraphes à ce niveau *) 
(* production des messages no 35 et no 02 en cas d ' incohérence*) 




:-: ( ' trt est · ); 
if equ _vu 01·· com_ vu then erreur ( 35) ; 
if cst_vu then erreur(02); 
intro_cst; 
msg ( · pëu··agraphe "constantes" traité ' , 8, fa. l se ) ; 
( * affiche_result_2; *) 
cst_vu : == t,·-ue; 
fam_v u : == tru1=, ; 
y• ( ' t r t est ·· ); 
end; 
'*************************************************************** ) 
(* procédure de reconnaissance de la s y nta xe des équa ti on s e t • > 
(* de la cohérence des paragraphes à ce niveau *l 
(* production du message no 02 en cas d ' incohérence *) 




:-:(' trt equ ' ); 
j_f equ_vu then erreur(02); 
in t ro_e•qu; 
ms g ( · p a t' a g ra.ph e " e qua t i on s " t ra i té · , 8 , fa 1 se ) ; 
(.►. affiche_result_3; *) 
f am_ vu : = t ,., u e ; 
cst_vu : = tt' ue; 
equ_vu : = t1·'LI':'3; 
y ( ' t r t E•q LI ' ) ; 
end; 
' **************************************************************~ ) 
(* proc édure de reconnaissance de la synta xe de s comme n taires * ) 
(* et de la cohérence des par3graphes à ce ni v e a u * > 
(* production de s messages no 02 et 3 4 en cas d ' in c ohérence * ) 
(* dans 1 ' ap p8 rition de s p a rag r aphes * ) 
(***************************************************************) 
p t'ocedu t··e t 1··t _corn; 
be ;;_:i in 
:-: ( ' t ,., t c om .. ) ; 
if not equ_vu then et'l·'eLw (34); 
if corn vu then erreur(02 ) ; 
fam_vu := true; 
cst_vu := true; 
com_vu := true; 
intro_com; 
msg ( ' paragraphe "commentaire" traité · , B, false ) 
y ( · trt corn·); 
end; 
(**************************************************** ) 
<• production du message no 34 en cas d 'inc ohérence* ) 
<* dans l ' apparition des paragraphes •> 
(****************************************************) 
procedure trt_fin; 
beç1 i n 
:-: ( · t r t f i n ' ) ; 
if not equ_vu then erreur(34); 
y( ' trt fir, ') 
end; 
begin <* compil *) 
:: ( · c omp i 1 · ) ; 
fam_vu := false; 
cst_-....1Lt : == f21. lse; 
equ_vu := false; 
com_vu := false; 
elem_suiv; 
repeat 
if strw = ' fam: 
if stt' w = ·est: 
if strw = equ: 






un t i 1 ( s t t'W = · fin: · ) ; 
trt_fin; 
y ( · c omp i 1 ' ) ; 
end; 




b - t _equ 
trt corn 
-
begin (* procedu r e compilation*) 
:-: ( · c omp i 1 a t ion · ) ; 
init_memoire; 
compil; 
close (f _in); 






(* procédure regroupant transformation de structures, simplexe, *) 
(* anal y se de sensibilité et paramétrage * > 
(****************************************************************) 
o verlay procedure calcul; (* overlay de niveau 1 *) 
const ma x_li = 50; 
ma.~< _c o 1 = C?(>; 
(* 
( ·If-
nbre ma :-: i ma 1 
nbre ma :-: imal 
de lignes *) 
de colonnes ~- ) 
type 
e p s i l on = (l • (H) 1 ; 
ma x real = 9.999E+37; 
( ·I!- seuil d ' art·ond i 
(* a p p r o ;.: i ma t i o r1 de 
tab_simpl = array [l .. ma x_li,1 .. ma x c o l] of rea l; 
en t _eqL.l = a r r~.)/ [ 1 ... ma ::-~ _eqL.t J of i ri teger ; 
ent var - array[l .• ma x _varJ of integer; 
ent_col = art ' ël.y[ l •• m2t.>: _col J of intege1-·; 
boo l _c o l = an-ay[ 1 •• ma :-:_col J of boolean; 
,-·ee 1 _col = art-ay [ 1 .. ma:-:_col J of re•a l; 
ent_li = array[l .. ma x_liJ of integer; 
bool_li = array [1 .. ma x_liJ of boolean; 
reel_li = array[l .• ma x_liJ of real; 
pt r sol = Asolution; 
(* record de mémorisation des résultats*) 




a; * ) 
indep,pente real; (* valeur de la fonction objectif -li 
<• partie (in)dépendante du paramèt r e• 
col_sol ent_li; <* numéros de colonnes des variables + 
val sol reel_li; <* en base et leurs valeurs -~ 
code1,code2 integer; (* code relatif à la natu r e* ) 
(* des résultats * > 
nb t'eë11; 
svt ptrsol; (-li· pointeLw vers le record sui vant* ) 
end; 
var cp t, i, j, 
nb_co l , nb_l i, 
l_piv,col_piv, 
<• compteurs de travail *> 
( * nombre de colonnes et de lignes* ) 
<* no de ligne et de colonne du pivot* ) 
(* nbre de var d'écart de chaque signe*) 
<* et nbre de variables artificielles*) 
nb_ve_p 1 LlS, r1b _ve_mo i ns, nb _va 
z,pen te,z_copie,pente_copie, 
in tege1·· ; 
<• valeur de la fonction objectif, *) 
(* partie indépendante et dépendante*) 
( * du paramèt r e et leur c o pie *) 
(* valeur de la fonction objectif du*) 
(* problème auxiliaire *) 
(* inte r valle par défaut de validité* ) 
(* de la s o l u tion *> 
<* numéros de colonnes où se trouv e * > 
(* la base de départ * > 
<* numér o s de colonnes où se trou ve * l 
(* 1 ' inve r se de la base * l 
(* coOts initiau x des variables en *l 
(* base et dans le bon ordre * > 
w, 








b_cop ie, b_del ta_cop ie, 
candi_li, 
(* copie de l ' ensemble des coQts initiau x * ) 
(* valeur des seconds membre s des * > 
<* contraintes, partie ( in l dépendante du • > 
(* paramètre et ]eu r copie * l 
(* valeur des rapports candidats sortants * l 





plac e _v a r ent_v a r ; 
mem un e n t_col; 
(* pa r amétrage sur l e s b * l 
(* tableau de s sec ond s membre s et copie * > 
<* booléen rendant compte de min ou ma x * ) 
(* nbre de lignes occupées par chaque * ) 
(* contrainte <quantification) * ) 
(* mémo risa t ion des contraintes où on * ) 
(* trou v e de s var d ' écart et / ou a r tif * ) 
(* nbre de co l onn es occupées par chaque * > 
(* v a r i able e n fonction de ses indices •> 
(* pour chaque colonn e de ba s e, mémorisa - •> 
(* tian d e la ligne contenan t le 1 *> 
d, (* caOts du p rob lème a ux i li a lre • l 
c , c_delta,c_copie ~c_d el ts_copie, (* coOt s, partie ( in ) dépend a nte• > 
( * du paramètre et leu r copie • > 
c2<.ndi_col, 
c_lim_inf,c_lim_sup 
(* valeurs des rapports c a ndid a t s entrants* ) 
ree1_col; (* lim i tes des ir,t e t' Vë'llles, p o ur le* ) 
(* paramétrage sur les c * l 
ptrsol; <• pointeurs sur les records * l ptr,premier,dernier 
s_ana l _vat', p_ana. l _ var 
s_anal_li,p_anal_li 
C_J:la r , b_par, 
c_sens , b_sen!::. boolean; 
li_redond bool_li; 
bool_col; <• booléer,s de mémo r i s a t l o n de s •·) 
bool_li; (* demandes d ' ana lyse de sensi- * l 
(* bilité et paramé trage sur * l 
(* les b et les c * ) 
<• mémorisation des lignes redon d antes*) 
<***************************************************** ) 
(* fonction réelle d'un paramètre réel renvoyant la *l 
(* valeur de ce paramètre arrondie à O s ' il y a lieu*) 
<*****************************************************) 
fun c tion arrondi(r: real l 
beg i n 
if abs( r) < epsilon 
then arrondi := 0.0 
else arrondi := r; 
end; 
real; 
(********************************************************* ***** ) 
(* procédure de présentation et d ' enregistrement de s cho ix en* ) 
(* matière d ' analyse de sensibilité et paramétrage * J 
(************************************************************** ) 
pr□cedure ch o i x_anal y se; 
v a r fini boolean; 
begin 
c: 1 rsc r; 
goto :<y (10,02); write (' Désirez - vous. : ') ; 
goto xy( 17 ,04 ) ; write ( 'Une anal y se de sensibili té') 
g O t O ;.: y ( 2 3 ' 0 6 ) ; w r i te ( . s LW 1 E ~- CO O t s. ( (J / n ) : . ) • 
g o to :-:y(23, 0 f:Li ; ~•w i te (' s u t' sec or,cj::=, membre s. des contraintes (o/n ) ' ); 
(*==========mis en réserve pour une utilisation ultérieure --- -----
goto xy ( 17,10); write ( 'Un parametrage') ; 
g o to ;.:y( '.2'. 3 , 12); writ e( ':=,ur les=. coOts (o/ n ) : ' ) ; 
goto ;-:y (2 3 1 14); write( ' sut' seconds membres des contraintes (o/ n ) : ') ; 
================================--------=--------=------ ---------- * ) 







: === fa 1 se~ 
:= false; 
g oto xy(20,23 ) ; clreol; 
1is_boolean(67?06,c_sens); 
lis_boolean (67 , 08 ,b_sen s ) ; 
(* ======================== 
1 is_b oole ,3 n ( 6 7 , 12, c_par ) ; 
l is_bDeiiea.n (67, 14, b_par); 
-----------------------~ * ) 
go to xy (20,1e >; write (' Vos cho ix sont-ils définitifs: '); 





(************************************************************** ) (* procédure d ' affichage de la matrice des premiers membres * > 




va t' 1 d , c d , i , j : i n t E• g e ,., ; 
r : rea 1; 
begin 
if ec t"an 
then clrscr; 
ecrisln(' Rés u ltat s de la transformation') 
ec ris 1 n ( · ' ) ; 
e c t' i s ln ( · T ab 1 e a. u "C 11 : • ) ; 
ec ris ( · Il 
for i := 1 
, ) ; 
to 10 do 
ec ris ( · + t'2s ( c [ i J ? 4 ~ 1 ) ) ; 
e•c ris 1 n ( · · ) ; 
ec ris ln ( · · ) ; 
ecrisln ( ' Tableau 11 D 11 : ·) ; 
ec ris ( · Il · ) ; 
fo r i := 1 to 10 do 
ec ris ( · + r2s ( d [ i J, 4, 1) ) ; 
e c t· i s 1 n ( ' · ) ; 
ecris in ( 'Tableau i< "A" et "B" ·); 
fo r j := 1 to 10 do 
begin 
ecris (i::.-:'.s(j,2) + Il 
for i := 1 to 10 do 
I ) ; 
e c r i s ( t·· 2 s ( a [ j , i J , 4 , 1 l + · · l ; 
ec ri ~-1 n ( · I! · + r2s ( b [ j J, 4, l) ) ; 
en d ; 
ecrisln(' ' ); 




ec: t·· i s 1 n ( • · ) ; 
attente; 
en d ; 
*) 
+ r2s( z,5,2 ) >; 
+ r2s(w,5,2 )) ; 
(***************************************************************) 








e c r-· i s l n ( p out' des va l eut' s i n f é i-· i e u r es à 
ecrisln( ' pour des valeurs supérieures à 
cese ptrA.code2 of 
+ r2s(ptr~.nb,10,5) 
+ r2s(ptrA.nb,10 1 5l 
0 : er~--eur(76l; (* pas de solutions réalisables * ) 




<* fonction booléenne renvoyant la valeur VRAI si la colonne no*) 
(* NO_COL est une colonne de base (vecteurs associés compr-is) * ) 
(****************************************************************) 
func t ion col _bë<.se < no_co 1 
var cpt,cpt_un : integer; 
cb_res: boolean; 
begin 
:-: ( 'col_base · ); 
cpt_un := O; 
cb_res : = t,- ue; 
integet' ) boolea.n; 
if (d[no_colJ = 0) and (c[no_colJ = 0) 
then begin 
for cpt := 1 to nb l i do 
begin 
if a[cpt,no_colJ = 1 
then begin 
cpt_un := cpt_un + 1; 
mem_un[no_colJ := cpt; 
end 
else if a[cpt,no_colJ <> 0 
then cb_res := false; 
end; 
if cpt_un <> 1 ther1 cb_res : = false; 
end 
el.se cb_res := false; 
c:ol_bë<.se : = c:b_res; 
y ( ' col_base ' ) 
end; 
(****************************************************************) 
(* procédure déterminant le nombre d ' éléments NB1, NB2 ,NB3 des* ) 
(* famille s reprises dans TAB sous les réfé, · ences REF1, REF2, * l 
(* REF3 en tenant compte des particularités enregistrées dans • > 




, ) ; 
' ) ; 
procedure fastid ieuse(tab 1 tabcode: t ableau; 
va 1··· r e f 1 , 1' e f 2 , 1·' e f ?, , n b 1 , n b '.? , n b :: 
begin 
:-: ( ' fa:=:tirJie.usE- ' ); 
refl := tah[lJ; 
r···e 1= : : : = t a.t::, C:' J ; 
n ,, f3 := tc:1b[3J; 
if re·f1 <> 0 
then if code= :l 
code : intE:>c_;ie r); 
then if tabcode[1J > 0 
then nbl := largeur(refl) - 1 
else nb1 := l argeur(refl) 
else ntl ~= largeur(refl) 
else nbl := 1; 
i·f ref'.2'. <> () 
then if code= l 
then if tabcode[2J /~ 0 
then nb2 := largeur( ref2) - 1 
else nb2 := largeur(ref2) 
else nb2 := largeur(ref2) 
else nb2 := l; 
if t'f2f3 < > 0 
then if code= l. 
then if tabcode[3J <> 0 
then nb3 := largeur(ref3) - 1 
else nb3 := largeur(ref3) 
else nb3 := largeur(ref3) 
else nb3 := 1; 




<* procédure renvoyant dans RENDRE le numé ro de l ' élément minimal*> 
<* parmi les NB premiers du tab l eau CANDI_LI * ) 
(******************************************************************) 
pt'ocedure 1 i_det_min (nb : intE.1ger ; 






:-: ( ' 1 i _de t _min ' ) ; 
rer1d1· e : = 1; 
min := candi_li[ll; 
for cnt := 2 to nb do 
if candi_li[cntJ min 
then begin 
min := candi_li[cntJ; 
r··en d re : = c nt ; 
end; 
y ( ' 1 i _de t _min ' ) ; 
end; 
(******************************************************************) 
(* procédure renvoyant dans RENDRE le numéro de 1 ' élément minimal * > 
<* parmi les NB premiers du tableau CANDI_COL *l 
'******************************************************************) 
p rocedure co 1 _det_m in ( nb : i nteger; 






;: ( · col_di=.=.•t_min · ); 
t··end 1··e : = 1; 
min : ::: candi_col [ 1. J; 
for cnt := 2 to nb do 
begin 
if candi_col[cntJ < min 
then begin 
min := candi_col[cntJ; 
rend1··e := cnt; 
end; 
end; 
y( ' col_det_min'); 
end; 
'****************************************************************) 
(* procédure de pivotage autour de 1 ' élément se trouvant à la *) 
(* ligne LI et à la colonne COL *> 
(* en fonction de la valeur de NB, le pivotage est effectué sur*> 
(* différents vecteurs associés *l 
(****************************************************************) 
procedure pivotage(li,col,nb : integer); 
var retenir,d_retenir,c_retenir,delta_retenir real; 
begin 
;-: ( ' pivotage'); 
ecrisln( ' pivotage autour de · + i2s(li,2) + et ' + i2s(col,2} l ; 
ec ris 1 n ( · ' ) ; 
b[liJ := arrondi(b[liJ/a[li,colJ); (* ligne pivot / pi v ot 
retenir:= a[li,colJ; 
for j : = 1 t o n b __ c o 1 do a [ l i , j J : = 
a[li,colJ := 1; 
ëH"· r on d i ( a [ 1 i , j J / t' e t E· n i r ) ; 
(* nec pour e xactitude 
z := arrondi(z - c[colJ 




w := arrondi(w - d[colJ * b[liJ); 
pente:= c:1.rrondi(pente c[colJ * b_delta[liJ ) ; 
p en te : = a t--r cm d j ( p en te c _de 1 ta [ c o 1 J * a [ 1 i , j J ) ; 4 : 
end; 
for i := 1. to nb li do 
if (i <> li) ëmd (not li_redond[i.J) 
then begin 
b [ i ] : = a r t"• on d i ( b [ i J - b [ 1 i ] * a [ i , C O l ] ) ; 
if nb = 3 then b_deltc:1[iJ := art·ondi (b_delta[iJ 
b_delta[liJ * a[i, c olJ); 
retenir:= a[i,colJ; 
f o t·· j : = 1. t o n b _ c o 1 d o a [ i , j J : = a r r on d i ( a [ i , j J 
a[li,jJ * retenir ) ; 
end; 
c_retenir := c[colJ; 
if nb = 2 then d retenir:= d[colJ; 




: ::.: 1. t o n b _ _ c o l do 
if nb 
if nb 
: == arrondi(c[jJ - c_retenir * a[li ,j J); 
= 2 then d[jJ := arrondi(d[jJ - d_retenir 
= 4 then c_delta.[j J := arrondi (c_delt a.[jJ 
* a[li,jJ); 
delta retenir* a[li,jJ) ; 
en d; 
c [co lJ := O; 
if nb = 2 then d[colJ := O; 
i f n b = 4 th en C _,ci e 1 ta r CO l J : = (l; 
(* affiche_result_4; * ) 
y( ' pi. v otage ' ); 
e nd; 
(**************************************************************) 
( * recherche de la variable sortante pou r l ' algorithme prirnal * ) 
(**************************************************************) 
proced ure prirn_rech_sort; 
var i, no, mE·m : intege1·0 ; 
begin 
x(' prim_rech_sort ' ); 
i : = 1; 
no:= û; 
repeëi.t 
if (a[i,col_pivJ > 0) and (not li_redond[iJ) 
then begin 
no:= no+ 1; 
candi_li[iJ := b[iJ / a[i,col_pi v J; 
rnem : = i; 
end 
else candi_li[iJ := ma x real; 
i := i + 1; 
until i > nb_li; 
case no of 
0 : e r t'eur (77); 






(* recherche de la variable entrante pour le d ual * > 
(************************************************** ) 
procedure dual_rech_entr; 
var j, n o, mem : intege•r; 
beg in 
:-: ( ' dua 1 _rech _ent t' ' ); 
j : = 1; 
no:= O; 
else begin qu_norn[no_l igneJ : = eq un orn + mern_a.lpha[ i J + ') ' ; 








string[44J; ·ar i ' j 
equnorn 
snum : string[ 10]; 
eç1 in 
for i ,= tab_ind[pttClJJ.borne_inf to tab_ind[ptte!JJ.borne_sup do :{ ( ' gen 2 ' ) ; 
begi n if not trou[1J or (i <> hole[l] ) 
for j := tab_ind[ptt[2JJ.borne_inf to then begin 
tab_ind[ptt[2JJ.borne_sup do 
end; 
begi n if not trou[2J or (j <> hole[ 2J) 




equno rn := equn orn + snum + 
end 
else begin equnorn : = equnorn + rnern_alpha[ i J + ' ; 
end; 
if tab_ind[ptt[2JJ . nurn 
then begin 
str < j, snurn); 
equ __ nom[no_l igneJ : = equ.norn + snum + ' ) 
no_ligne := no ligne+ 1; 
end 
el se begin q u _norn [ no_l i gne J : = eq u nom + rnem _a 1 pha [ j J + ' ) ' ; 





y ( · gen 2 · ) ; 
end; 
procedure gen_::,; 
var i, j, k : integer; 
equnorn string[44J; 
snurn : string[10J; 
a.lpha[iJ + ') 
1 J J. bor··ne_sup do 
.pha[iJ + , ; 
10m + snum + ' ) '; 
·,om + mem_alpha[ j J + ' ) ' ; 
begin 
:-: ( ' g en 3 ' ) ; 
for i := tab_ind[ptt[lJJ.borne_inf to tab_ind[pt 
begin 
if not trou[lJ or (i <> hole[lJ ) 
then begin 
for j := tab_ind[ptt[2JJ.borne_inf to 
tab_i nd [ptt [2] J . bot··ne_sup do 
begin 
if not trou[2J or (j <> hole[ 2 J ) 




y('gen 3 ' ); 
E·nd; 
for k := tab_ind[ptt[3JJ.borne 
tab_ind [ ptt[3JJ.borne 
beç_1in 
if not trou[3J or (k <> ho] 
then beg i.n 
end; 
end; 
equnom := tab_eq u[ 
if tab_ind[ptt[lJJ . 
then be ,;i in 
str ( i, snum) :_ 
equnom : = e c 
end 
el!:=,e begin 




s t r ( j, snum) 1 
equnom : = e , 
end 
else beç1in 










• = 1 
• 1 
t . 1 ,eçpn I 
equ_no m [ no_ 
1 
1 
no lign e :: 1 
end\, 
ind[ptt[1JJ.borne_sup do 
i f to 
1p do 
1 ) 
1 • bot' ne i n f t o 
1. borne_sup do 
<> hole[3J) 
,b_eq u[cptJ.nom + ' ( '; 
:t[lJJ.num 
snum ) ; 
i : = equnom + snum + '; 
, := equnom + mem_alpha.[iJ + 
t[2JJ.num 
snum) ; 
:= equnom + snum + '; 




m[no_ligneJ := equnom + snum + 
, ) , ; 




. no _en t _pt t [ c nt J; 
::.>. 
- ' 
• code_pt t Cent J of 
:= true; 
:= tab _equ[cptJ.val_ptt[cntJ -
tab_ind[ptt[cntJJ.borne_inf; 
tz] = 0) and (pttC::::,] = 0) then 
2] = 0) and (ptt[3J = 0) then 
2) •:., .. :• 0) and (ptt[3J = 0) then 






pour chaque variable du problème * ) 
·; de la variable suivi le cas échéant de * > 
valeurs permises pour les différentes *) 
la variable, séparées par des virgules * ) 
******************************************) 
3 integer; 
m[no_ligneJ := equnom + ·[cptJ.nom; 
mem_alpha[jJ + ') 
ne:= no_ligne + 1; 
·ne inf to tab_ind[reflJ.borne_sup d o 
tab_va1·- [cptJ.nom + ' (' + strwrk + ' ) 
. 1 ; 
else begir1 
var_nom[no_colJ := tab_vat'[cptJ.nom + ' (' + mem_a.lphë<[i'] + ' ) ' ; 




v a r i,j integer; 
str1,str2 st ri ng[1 0 J; 
beg i r, 
for i := tab_ind[ref1J.borne_inf to tab_ind[ref1 J .borne_sup do 
for j : = tab i nd [ ref2 J .. borne in f to tab_i nd [ ref 2 J. bc,rne_su.p do 
beç1 in 
if tab ind[ref1J.nurn 
then beg i n 
s tt- ( i , s t r 1 ) ; 
vat··_nom[no_colJ := tab_var[cptJ.norn + ' ( ' + stt··1 + , ; 
end 
else begir1 
var_norn[no_colJ := tab_var[cptJ.nom + ' ( ' + rnem_a l pha[iJ + , ; 
end; 
if tab ind[r~f2J.num 
then begin 
str(j,str2); 
var_nom[no_col J : = var_norn[no_col J + str2 + ') 
no_col : = no_col + 1; 
end 
else begin 
var_nom[no col J : = var_nom[no_col J + mem_alpha[ j J ' ) 





va t' i , j , k : i n t e g e t' ; 
str1,str2,str3: string[10J; 
begin 
for i := tab ind[ref1J.borne inf to tab_ind[reflJ.borne_sup do 
for j := tab_ind[ref2J.borne_inf to tab_ind[ref2J.borne_sup do 
for k := tab ind[ref3J.borne inf to tab_ind[ref3J.borne_sup do 
begin 
if tab ind[ref1J.num 
then begin 
str (i,str l>; 
var_norn [ no_co 1 J : = tab_var [ cp t J. nom + 
end 
els:,e begin 
( ' + str1 + 
vat' _nom [no_col] : = tab_var[cptJ . nom + '(' + me m_a l phët.[iJ +' 
end; 
if tab ind[ref2J.num 
then be ç:~ in 
str(j,str2); 
vat'_nom[no_col J : = var_nom[no_col J + str2 + 
end 
else begin 
va.t'_nom[no_col J : = var_nom[no_col J + mem_a lph2.[ j J + 
end; ' ' 
if tab_ind[ref3J.num 
then beç,in 
s t t' ( k, s t r3) ; 
var_nom[no_col J : = vat'_nom[no_col J + str3 + ') 
no_col := no_col + 1; 
end 
else begin 
var_nom[no_colJ := VëH'_nom[no_colJ + mem_alpha[kJ + ' ) 




begin (* genere_nom_var *> 
x( ' gen nom var ' ); 
no_cDl : = 1; 
for c p t : = 1 t o n b _vat' do 
beç1 in 
ref 1 : = tab_vat' [ cp t J. no_en t_pat' [ 1 J; 
ref2 : = tab_var[cptJ. no_ent_par[2J; 
ref3 : = tab_ vat' [ cp t J. no_en t_pat' [ 3 J; 
if (refl <> 0) and (ref2 <> 0) and 
if (refl <> 0) and (ref2 <> 0) and 
if (refl <> 0) and (ref2 = 0) and 
if (refl = 0) and (ref2 = 0) and 
end; 
y('gen nom var ' ); 
end; 
(ref3 <> 0) then val3; 
(ref3 = 0) then Vët.12; 
(ref3 = 0) then vall; 
(ref3 = 0) then valO; 
(*****************************************************************) 
(* fonction entière renvoyant l e n ombre de colonnes occupées par*) 
(* l'ensemble des variables proprement dites du problème *l 
(*****************************************************************) 
func t ion equ_co 1 onne : in teger; 
vat' c p t , c o l _p r i se : i n te g e r ; 
begin 
col_prise : = O; 
for cpt : = 1 to nb_var do 
col_prise := col_prise + place_var[cptJ; 
equ_colonne : = col_prise; 
end; 
(**********************************************************************' 
<• procedure générant un nom pour chaque variable d'écart introduite *) 
<• automatiquement dans le problème pour sa résolution *> 
(* ce nom est le nom du numéro d e 1 igne cot'respondant suivi de "vE·+" *) ( * ou II v e - · " se 1 on 1 E· s i g ne de 1 a var i ab 1 e i n t t·· o du i te * ) 
(**********************************************************************) 
procedure ve_nom; 
var cpt, cnt, 1 i_p1···ise, con trole, col integer; 
~--- - ----- -- -
begin 
for cpt : = 1 to nb_equ do 
if ve[cptJ > 0 
then begin 
1 i _prise : = 0; 
for cnt := 1 to cpt-1 do 
1 i _p r i s E· : = 1 i _p t' i s E· + p 1 ace_ e q u [ c n t J ; 
c o l : = e q u _ c o l or, ne + 1 i J.• 1·' i se ; 
for c on t r o l e : = 1 t o p 1 ace __ e q u [ c p t J d o 
var _nom[col + controleJ : == equ_nom[ 1 i_p1·- ise + contt-·oleJ 
+ . , ·v' E•+ ' ; 
end 
else if ve[cpt] ~ 0 
en d; 
ther, beg in 
1 i _pt' i se : = 0; 
f m·· c n t : = 1 t o c p t - 1 d o l i _p ,., i se : = 1 i _p t-· i s E + p 1 ace_ e q u [ cr, 
col : = eq u _colonn e + nb_ve_plus. + l i_pt·ise; 
f o t' c or, t r o 1 e : = 1 t o p 1 ace_ e q u [ c p t J do 
vat'_nom[col + controleJ : = e q u _nom[ 1 i_prise + controleJ 
+ , ve- ' ; 
end; 
(****************************************************************·******) 
(* procedure générant un nom pour chaque variable artificielle * ) 
<* introduite automatiquement dans le problème pour sa résolution *) ( * ce nom est 1 e nom du numét'O de 1 i gne cort'espondan t suivi de "va " * ) 
(**********************************************************************) 
procedu re va_nom; 
va1·' cpt,cnt, li_pt' ise,controle,col : integet'; 
begin 
fot' cpt : = 1 to nb_equ do 
if va[cptJ <> 0 
ther, beg in 
e•nd; 
1 i _pt·· i se : = 0; 
for cnt := 1 to cpt-1 do li_prise := li_pt' ise + place_equ[cntJ; 
col := equ_colonne + nb_ve_plu s + r,b_ve_mo ins + li_prise; 
for controle := 1 to place_eq u [cptJ do 




<• procédure regroupant transformat i on des structures et simplexe * ) 
(* production du message d ' erreur no 72 en cas de dépassement de * ) 
<* taille des structu res du simple x e *) 
(****************************************************************** ) 
ove r 1 a y p 1' oc e d Llt' e c a l c u. l _et_ s i m p 1 e :-: e ; <• o v erlay de niveau 2 * ) 
'*************************** ) 
(* échange de deu x entie r s *l 
'*************************** ) 
procedure ech_ent(var x x ,yy: integer ) ; 
varech integer; 
begin 
:-: ( ·· ech er, t ') 
ec h : = :-: ;-: ; 
;-: :-: : = y y ; 
yy := ech; 
y( ' ech ent ' l 
end; 
(***************************) 
(* échange de deu x réels *) 
(*************************** ) 
procedure _ech_reel( v ar xx ~yy: real); 
Vë:l. r ech rea 1; 
begjn 
>: ( ' ech ree 1 ' ) ; 
ech : = :-: :-: ; 
;-::-: : = yy; 




(* tri par valeur croissante sur les NB_ELEM références a u x *) 
(-IE variables de l'équation no NO_EQU *) 
(* méthode tri bulle *) 
(************************************************************) 
procedLwe tri ( nb_e 1 em, no_equ integet·l; 
var cpt integer; 
fini boolean ; 
'********************************************) 
(* échange de tous les éléments nécessaires* > 
(* lorsque cela se justifie * > 
'********************************************) 
procedure passe; 
var tel integer; 
begin 
:-: ( 'passe ' ) ; 
while cpt nb_elem do 
begi.n 
if tab_eq u[ no_equJ. va 1· l [cpt J > tab _eq u[no _equ ]. varl [cpt+1 J 
then begin 
ech_en t ( tab _eq u [ no_E•qu J . var 1 [ cp t J, tab_equ[ no_equ J. var 1 [ cp t+ 1 J ) ; 
ech_ent(tab_equ[no_equJ.cst1[cptJ,tab_equ[no_equJ.cst1[cpt+1J); 
ec:h_reel(tab_equ[no_equJ. multl[cptJ,tab_equ[no_eq u J.multl[c p t+l 
for tel := 1 to ma x indices do 
bE•ÇJ in 
ech_en t ( tab_equ [ no_equ J. no 1 _en t_som [ cpt, te 1 J , 
tab_equ[no_equJ. nol._ent __ som[cpt+1, tel J); 
ech_en t ( tab _equ [ no_equ J. code 1 _s o m [ cp t, te 1 J, 
tab _eq u.[ no_equJ. codel_som[cpt+1, tel J); 
e c h_ent ( t ab _equ [n o _equJ . va l 1_som[cpt, tel J, 
tab_eq u[ no_eq u J. val 1_srnn[cpt+1, tel J); 
ech_en t ( tab_eq u [ n o _eq u J. code l _e st [ cp t, te 1 J, 
tab_equ [n o _equ J .codel _c:st[cpt+1,telJ); 
ech_ent ( tab_eq u [nci_equJ. val 1_cst [cpt, te-1 J, 
tab __ eq u[ no_equJ. val i _c=.t[cpt+l, tel J); 
e ch _ent (t ab _ e qu [n o _eq uJ.code1_var [cpt,tel J , 
ta b _eq u[n o_equJ. c od e l_var[cpt+l,telJ); 
ech_ent ( tab_equ[no_equJ. va. l 1_vëw[cpt, tel J, 
tab_equ[no_eq u ]. va11_va.t' [cpt+1, tel J ) ; 
end; 
fini := false; 
end; 
cpt := cpt 
end; 
y ( ' passe ' ) ; 
end; 
b e g i n ( ·it t t ' i * ) 
:-:('tri'); 
+ ,, • 
~, 
if odd(nb_elem) then begin 
t'epea t 
fini := 





cp t : = 2; 
pa.sse; 
un t i 1 fini; 
y('tt-i'); 
end; 
nb_elem : = 'nb_elem + 1; 
ta b _ e q u [ no_ e q u J • var 1 [ n b _ e 1 e m J : = ma :-: i n t ; 
end; 
(********************************************************) 
(* méme trav ail que ci - dessus pour la fonction objectif*) 
(********************************************************) 
proced u re tri_fo; 
va r b i s _n b , c p t ~ i n te g e r ; 
fini boolean; 
procedure passe_fo; 
var tel intege r ; 
begin 
>: ( ' passe fo ' ) ; 
while cpt < bis_nb do 
begin 





for tel := 1 to ma x ind i ces do 
ber;ii n 
ec:h_ent ( fo. no_ent_som[cpt, tel J, 
fc,. no_ent_som[cpt+1, tf.~l J); 
ech_ent(fo. c ode_som[cpt,telJ, 
fo.code_som [ cpt+l,telJ ) ; 
ech_ent ( fo. va 1 _!.=,om[cpt , tel J, 
fo. v al_som[cpt+1,telJ> ; 
ech_ent (f o .code_cst[cpt, tel J., 
fo.code_cst[cpt+l,t e l J ) ; 
ech_ent ( fc, ., va. l __ cst [cpt, te-:1 J, 
fo.val_cst[cpt+l,telJ ) ; 
ech_ent <fo.code_v ar[cpt,t elJ , 
f o . code_ va,., [ c p t + 1 , te l J ) ; 
ech_ent ( fo. val _vat··[cpt, tel J, 
fo.val_var[cpt+l,telJ> ; 
en d ; 
fini := false; 
end; 
cpt := cpt + 2; 
end; 
y ( ' passf.~ fo ' ) ; 
end; 
begin (* tri_fo *> 
bis_nb := nb_fo_som; 
if odd(bis_nb) then begin 
bis_nb := nb_fo_som + 1; 
f o . var i ab 1 e [ b i s _ n b J : = ma :-: i n t ; 
repeat 
fini : = t rue~ 
cpt := 1; 
passe_fo; 





( *********************************************************~ , 
( * détermination du nbre de colonnes néc essaires pou r les *> 
(* variables apparaissant dans la fonction objectif et les*) 
(* contraintes, compte- tenu de leurs indices * > 
( * production du me s sage no 72 en cas de dépassement de * ) 
(* valeur ma x imale permise * > 
(********************************************************** ) 
proc:edure det_p 1 ace_cc.J. ; 
vat· cp t, mem_p 1 a.ce, ref 1, ref 2 , ref3, n b 1 , nb '.2, n b3 integer; 
be i:;i in 
:-: ( ' det_plac e_col ' ); 
nb_col : = O; 
for cpt := 1 to nb_var do 
begin 
fastidieuse ( tab_va.t'[ cpt J. no_ent_pat·' , code_ fictif, 
refl,ref2,ref3,nb1,nb2,nb3,2 ) ; 
place_var[cptJ := nbl * nb2 * nb3; 
n b _ c o 1 : = n b _ c o 1 + p 1 ace _var [ c p t J ; 
end; 
if nb_col > max_col then erreur(72); 
y< ' de:?t_place_col '); 
Eine/; 
(**********************************************************) 
(* déterm i nation du nbre de lignes nécessa i res pour les *) 
<* contraintes, compte- tenu de la quantification *) 
( * production du me s sage no 72 en cas de dépassement de *> 
( * valeu r ma x imale permise *> 
(**********************************************************) 
procedure det_place_li; 
va r cpt : integer; 
begin 
;-: ( ' det_p lë1.ce_l i '); 
nb_li := O; 
for cpt : = l tci nb_equ do 
nb_li := nb_li + place_equ[cptJ; 
if nb_li > ma x_li then erreur(72); 
y ( ' det_place_l i ' ); 
end; 
(*********************************************************************) 
(* fonction entière renvoyant un numéro égal à la position occupée •> 
(* par un élément (variable ou constante) comportant deux familles *) 
(* reprises dans TAB et dont 1 'état actuel est resp. I et J, *) 
<• position calculée par déplacement relatif à la position occupée •> 
(*parle premier élément de ce type (premier état de chaque famille)*) 
<•e xemple: si I = [ - 2_2J, on aura les états 0,1,2,3 et 4 *> 
<* si VILLE= (LLN,BXL,NAM) on aura les états 0,1 et 2 *> 
(*********************************************************************) 
function deu x (i,j 




tableau ) in teget·'; 
;-: < ' f 2 ' > ; 
refl := tab[1J; 
ref2 := t a b['.2J; 
12 := largeur(ref2 ) ; 
deu :-: : = ( i - 1) * 12 + j; 
y( ' f 2 ' ); 
end; 
(**********************************************************************) 
<• méme rôle que la procédure précédente pour un élément à 3 fam i lles•> 
(**********************************************************************) 
function trois(i,j,k: integer;tab: tablea.u > 
var r e f 1 , r e f 2 , t' e f 3 ., 1 2 , l 3 : i n te g e r ; 
begin 
:-: ( ' f 3 ' > ; 
refl := tab[1J; 
ref'.:: := tab[2J; 
ref3 := tab[3J; 
12 := largeur(ref2); 
13 := largeur(ref3); 





(* foncti on entière ren v oyant le numéro de la colonne occupée pa r· la * ) 
<• variable no REF et dont 1 ' état actuel des famille s e st resp. I, J, K *) 
(************************************************************************) 
functio n colonne(ref,i,J,k : integer) integer; 
var·· co l _pt'i SE•, cpt : inteç,e r ; 
begin 
;-: ( · c o l on ne · ) ; 
C O ] _p t' i Se : = 0 j 
fo r c p t : == 1 t o t' e f -- 1 do c o 1 _p r i se ~ = c o 1 _p t·· i se + p 1 2'. ce_ va t' [ c p t J ; 
if (i=O) anrj (j = O) an d ( k = O) 
then colonne :=-0 col_prise + 1 
else if ((i <> 0 ) and ( j = 0) ancl (k = 0)) 
o t ' ( < i = 0 ) an d ( j < > 0 ) an d ( k = 0 ) ) 
o t·· ( ( i = 0 ) a. n d ( j = 0 ) an d ( k < > 0 ) ) 
then colonne : = col_pt'ise + i + j + k 
else if Ci <> 0 ) and (j <> 0) and (k = 0 ) 
the n cc, l on ne : = c o 1 _p r i se + de u :-: ( i , j , ta b _ va r [ r e f J • no _ en t _p a r 
else if (i <> 0) and (j = 0) and (k <> 0) 
ther, colonne : = col_pt'ise + 
deu:-: ( i, k, tab_vat' [ re f J . no_ent_par) 
else if Ci = O l and (j <> 0) and (k <> 0) 
then colonne:= col_prise + 
deu:-: ( j, k, tab_vat' [ ref J. no_ent_p ar ) 
el se if (i <> 0) and (j <> 0) and (k <> 0) 
then colonne : = col_pt·· ise + 
t t' o i s ( i , j , k , ta b _vat' [ r e f J • no_ en t _pa r ) 
y( ' co lonne ' ); 
end; 
(******************************************************************* ) 
(* fonc ti on réell e renvoyan t la va leur de la constante no REF dont• > 
(* l ' é tat act ue l des familles est respectivement I, J, K • > 
(*******************************************************************) 
fu nction val _ cst(re•f, i,j,k intege 1·) : real; 
vat·· no: integer; 
begin 
:-: ( ' V a 1 C S t ' ) ; 
if ( i = 0) and ( j = 0) and ( k = 0 ) 
then no:= tab_cs t [refJ.debut 
else if ((i <> 0) a r,d (j = 0) and (k = 0)) 
o t· < ( i = 0) and ( j < > 0 ) and ( k = 0) ) 
or ((i = 0) and (j = 0) ar,d ( k <> 0)) 
the n no : == ta b _c s t [ r e f J • de bu t + i + j + k -- 1 
E·ls=.E· if ( i <> 0) ar,d (j <> 0) and (k = 0) 
ther, no : = tab_c st[ r efJ .debut + 
deu ;-: ( i, j, tab_cst[refJ . no_ent_pa.r) ·- 1 
else if (i <> 0) and ( j = 0) a nd (k <> 0) 
then n o : = t-::1b_cst [ r-ef J. debut + 
E•lse 
de u >: ( i , k I t a b _ c s t [ r e f J • no_ en t _pa r ) 
i f ( i = 0 ) an d ( j < > 0 ) an d ( k < > (, ) 
ther, no : ::: tab_c~. t [ t··ef J. debu t + 
. , 
.1 • 
d eu ;.: ( j , k , t ab _c s t [ re f J • no _ E•n t __ par ) 
else if (i <> 0 ) and (j <> 0) and (k <> 0) 
t h en no:= tab_cst[ re f] . debut + 
t ,., o i s ( i , j , k ? t ab _ c s t [ t" e f J • n o _en t _p a t""· ) -- 1 : 
val_cst := mem_const[n oJ; 
y( 'val est ' ); 
end; 
(************************************************************************ ) 
(* procédure réalisant la transformation de structures entre structures*) 
(* générées par la rec onnajssance de la s yn ta xe et structures de la *l 




p1,p2,p3,s1,s2,s3, (* compteurs d ' états sur les# et les SOM*) 
refcst,refvar,no_ligne: integ e r; 
ptt,som, (* références au x familles de# et de somma tion * 
ma xp,max s, (* nombre maximum -1 d ' états pou r les# et les som * 
e xp,e xs: tablea u ; (* mémorisation del ' état pour leque l il y a <> * 
mult ~ real; 
(************************************************************************* 
(* fonction entière renvoyant l'état courant de la fam ille référencée NB , 
(* état courant d ' une famille de variable ou de constante, déte ,·miné à 






:-: ( , i n d b Ou C 1 e , ) ; 
integerl integer; 
i f ( n b = p t t [ 1 J ) and ( ma >: p [ 1 J < > 0 ) ( * p 1 us i e LW s va l eu r s de qua n t i f * ) 
then i_b := pl + 1 
else if (nb = ptt[2J) and (ma xp[2 J <> Ol 
then i_b := p2 + 1 
else if (nb = ptt[3J) and (mai:p[3J <> 0) 
then i _b : =- p3 + 1 
else if (nb = som[ 1. J l and (ma :: s[ l. J <> 0) 
ther, i_b := s1 + 1 
else if (nb = som[2Jl and (ma xs[2J <> 0) 
then i_b := s2 + 1 
else if (nb = som [ 3J ) and (ma xs[3J 0 ) 
then i_b := s3 + 1 
else i b := O; 
ind_b oucle := i_b; 
y( · ind boucle ' ); 
end; 
'************************************************************************) 
(* procédure recherchant dans TABCODE et TABVAL les éventue lles • > 
(* pa r ticularités des noms de fami lles ré f érencés dans TAB et mémorisant*) 
(* dans INDICE les é tats des particula r ité s rencontrées *> 
(* Production du message d ' erreur no 70 en cas d ' erreur sur les valeurs •l 
<* prises par les indices •> 
(************************************************************************) 
- ---
p t'oc:edu re cherche _c a s._spec i al ( v a r tab I t ëi.bceide I tabv ë<. l, indice 
var i, mi::1.>: : in teger; 
begi.n 
:< ( ' cherche_c:as_special ' ); 
for i := 1 to ma x _indic:e s d o 




1 ' =: : begin (* valeur particulière*) indice[iJ := tab val[ iJ - tab _i nd[ tab[iJ J.borne_int + 1 ; 
( * numéro d ' é numérati o n*) 
end; 
3 : begin (*décalage * > 
ma x := tab_ind[tab[i JJ.b orn e_sup - tab_ind[tab[iJJ.borne _ inf; 
indice[iJ := indice[iJ + tab_ind[tabval[iJJ.borne_inf 
- tab_ind[t a b[iJJ.bo rne_inf; 
i f ( i n d i ce [ i J O ) or ( i n d i c e [ i J ma >: ) the n erreur ( 7 0 ) ; 
en d; 
end; 
y ( ' cherch e _c as_spec i a 1 ' ) 
e n d ; 
(************************************************************************) 
(* initialisation des boucles sur les référen c es au x fa mi lles rep ri s es *> 
<* dans TAB
1 
en tenant compte des particularités enregi strées dan s * ) 
<* TABCODE et TABVAL *l 
(************************************************************************ ) 
procedure pou r _som (var tab,tabcode,tabval 
var cnt : intege:-0 r; 
begin 
:-: ( ' pour s o m ' ) ; 
for cnt := 1 to ma x indices do 
begin 
som[cntJ := tab[cntJ; 
E• :-:s [cnt J : = - 1; 
if s om[ cntJ = 0 
tableëi.u) ; 
t hen ma x s [cn t J := 0 
e lse begin 
ma xs[ cntJ := largeur( som [c ntJ ) - 1 ; 
case tabcode[cntJ of 
0,3: ; (* pB.s de t r ou * ) 
1,2: e xs[cntJ := tab v al[cntJ - tab _ind [tab[cntJJ .borne _inf~ 




y ( ' pc,u r som ' ) 
end ; 
(**********************************************************************) 
<• procédure p ermetta n t l ' écl a teme n t de la con trainte no NO_EQU en *> 
(* fonction de la quantification et de ses é ventuelles part icu la r i té s *l ( * CODE i n d i q ue s i 1 a p r o c éd u r E· c on t t·· i bue 21. i n i t i a 1 i se r 1 a m."" t r i c E? des * ) 
(* premiers membres, le vecteur des second s membres ou les coûts * l 
(********************************************************************** ) 
procedure bc,uc 1 es_p t t (code, r1o_equ 
vB.r va.leur : rea 1; 
cpt_ele, no_col, i 
i nd_vat·· i i nd_cst 
intege r ; 
tableau; 
in t eg E; r· ) ; 
(****************************************************************** ) 
(* remplissage de la matrice des premiers membres des contraintes * l 
(********~********************************************************* ) 
procedu r e pour_a; 
bEi ÇJ in 
>: ( ' pDLW a ') j 
no_col := colonne(ref v .:3.1· , i n d _var[lJ, ind_var[2J, ind_var[3J ) ; 
a[no_ligne,no_col] := a [ no_ligne,no_col l + v a leur; 
y ( ' pou t' a. ' ) ; 
encJ; 
(*************************************************************** ) 
<* remp l issage du vecteur des sec on ds memb r es des con t r a intes*) 
(*************************************************************** ) 
p roc edut·' e pou.,-._t::,; 
begin 
)•: < ' pour b , l ; 
b[no_ligne] := b[no_ligne] + valeur; 
y ( ' pour b ' ) ; 
end; 
(************************************************************) 




:-: ( ' p □LW C ' ) j 
if re·fvar <> 0 
then begin 
no col := 
c[no_colJ 
end 
colonne ( refvar,ind_var(1J,ind_var[2J,ind_var[3Jl; 
: = c[no_col J + valeur; 
e)se z := z - mult; 
y ( ' p OLW C .. ) ; 
end; 
(*********************************************************************) 
<• procédure initialisant et effectua nt les bo ucles sur les fam i lles*) 
(* de sommation pour la matrice des p remi e r s membres * ) 
(**********************************~**********************************) 
procedure bou cles_som; 
beg i n 
x(' boucles _som ' ) ; 
fo r s 1 := 0 to ma xs[1J d o (* bouc les sur cha qu e référenc e de som mati o n 
if sl <> exs[lJ then 
begin 
for s2 ~= 0 to ma xs[2J do 
if s2 ~> exs[2J then 
begin 
for s3 := 0 to ma xs[3J do 
if s3 <> e x s[3J then 
- - --- --- - - - - - - - --- - --- - -
begin 
i f r e f v 2<. r ·= .. .> 0 
then for i := 1 to ma x indices do 
i nd_ var [ i J : = i nd_bouc le ( tc=,.b _ var [ refva1··· J. no_en t _par [ i J ) ; 
<• valeur du ième indice de la refvarième variable•> 
j_ f refcs.t <> 0 
then begin 
for i := 1 to ma x ind ices do 
in d _c s t [ i J : = in d _boucle ( t ët.b _c s t [ re f c s t J . no _en t _pat~ [ i 
<* valeu r du ième indice de la refcstième constante* 
e n d; 
if refvar <> 0 (* r e cherche des particularités é v ent ue lles* ) 
then case code of (* au ni v eau Je la var et de la est *) 
1 be. g in 
cherche _cas_spec i a 1 ( tab _var [ 1···efvar J. na_en t __pëi.r, 
tab_equ [ na __ equ J. code :i _va.r [ cp t _e 1 e J 
tab_equ[no_equJ.vall_var[cpt_eleJ , 




if refcst <> 0 then 
chE· t··che_c as _spec i a 1 ( t a.b _c s t [ t··ef c s t J. no _e n t __pa ,·· , 
tab_equ[no_equJ. c odei_cst[cpt_el e 
tab_equ [ no_equ J. va l 1 _est [ cp t_e 1 e J 
ind_cst); 
end; 
if refcst /' 0 then 
cherche•_cas:,_spec i a 1 ( tab_c!:', t [ refcst J. na_en t__par, 








if refcst <> 0 
then cherche_cas_spec ia 1 ( tab_cst [ refcs.t J. no_ent__pa ,· 
fo.code_c<::.t[cpt_eleJ, 




if refcst <> 0 
then valeur:= mult * 
va 1 _ c s t ( t~ e f c s t , i n d _ c s t [ 1 J , i n d _ c s t [ 2 J , i n d _ c: s t [ 3 J ) 
else valeur := mult; 
cas.e code of 
:t. pau.r_a; 
'.:: : pou.r_b; 





y( ' baucles_som'); 
end; 
- -------------------
(~ ******************************************************************** ) 
(* procédure initialisant et effectuant les bou cles sur les familles*) 




:-:( ' a init ' ) ; 
ir1teger) 
f o r cpt _el e := 1 to nbl_sc,m[no_equJ do 
b egin 
pour_som ( tab_equ[n o _equJ . nol_ent_som [ cpt _e leJ, 
t2<.b _eq u[no _eq u J. cocJel_som [cpt _eleJ, 
tab_E·qu.[no_equJ. Vë, l l_c.::.c:im[ c:pt _eleJ ) ; 
mult := tab_equ[no_equJ.multl[cpt_eleJ; 
refcst : = tab_eq u[no _equJ. cstl [cpt_eleJ; 
~- E? f var : = ta b _ e q u [ no_ e q u J • var i [ c p t _ e l e J ; 
bou cles _s o m; 
end; 
y( ' a init ' ); 
end; 
(********************************************************************* ) 
(* procédure initialisant et effectuant les bou cles s ur les famil les*) 
(* de sommation pour le vecteur de s seconds mem bres des contraintes *) 
(********************************************************************* ) 
procedure b_init (no_equ. integer); 
begin 
:: ( ' b in i t ' ) ; 
fo r cpt _e le := 1 to nb2_som[no_equJ do 
begin 
pour_som (tab_equ.[r1ei_equJ. n o2_ent_som[cpt_eleJ, 
tab_equ[no_equ.J. code2 __ som[cpt_e leJ, 
tab_equ[no_equJ . val2_som[cpt_eleJ); 
mult := tab_equ[no_equJ.mult2[cpt_eleJ; 
refcst : = tab_eq u[no_equJ. cst2[cpt_eleJ; 
boucles _som; 
end; 
y ( 'b init ' ); 
end; 
(********************************************************************* ) 
(~- p1'océd ure initi2<.lisant et effectuant les boucles sur ïes. famille ~. *) 




>: ( ' C i n i t ' ) j 
f o t' c p t _ e l e : = 1 t o n b f o _ s o m d o 
begin 
pour_som ( fo. no_en t _som [ cp t _el E• J, 
fo.code_som[cp t_eleJ, 
fo. vaï_som[cpt_eleJ) 
mult : = fo.mult[cpt_eleJ; 
refcst := fo.cst[ cpt _e leJ; 
refvar := fo.vat·· iable[cpt_eleJ; 
boucles_som~ 
en c:1 ; 
y( ' c init ') ; 
end; 
begin (* boucles_ptt * ) 
:: ( ' bouc 1 es _p t t ' ) ; 
f or pl := 0 to maxp[ lJ do 
if pl <> exp[1J then 
begin 
f or p 2 := 0 to ma xp[2J do 
if p 2 <> e x p[2J then 
begin 
(* b ouc le sur chaque référence de quant i f * > 
fo r p3 := 0 to ma xp[3J do 
if p3 <> e xp [ 3J t h en 
begin 
case code o f 
1 a_inj_t(no_equ); 
2: b_init ( no_equ ) ; 
3 . c_init; 
end; 
if (c ode <> 3) 
t h en begin 
end; 
no_ligne := no_ligne + 1; 
er1d; 
end; 
en d ; 
y( 'boucles_ptt ' ) ; 
en d; 
(******************************************************************* ) 
(* in i tiali sa tion des boucles rel a tives à la q uanti fica tion d e la *) 
( * contrainte NO_EQU en tenant compte d e leurs particularités * ) 
(****************************************************************~**) 
p rocedure pour_ tout ( no_eq u integer); 
v a r cpt : integet·· ; 
begin 
;-:( ' pour tout'); 
f cw c p t : = 1 t o ma >: i n d i ces do 
beg in 
p tt[c: ptJ := tab_equ[ no_eq u J.no_ent_p tt[cptJ; 
e ;-: p[cptJ := - 1; 
i f ptt[cptJ = 0 
then ma x p[cptJ := 0 
e lse beçiin 
end; 
ma :-: p [ c p t J : == 1 a r g eu r ( p t t [ c p t J ) - 1 ; 
c<:1.SE? t ab _e•qu[no_eq uJ.c:ode_ptt[cptJ of 
0 , 3 ; ( -li· p a!:', d e. t t ' ci u * ) 
1 " 2 ~ e ~·~ p [ C p t ] : = t ab - e q Ll [ n O - e q L t J .. V a 1 _p t t [ C p t ] 
tab_ind[ptt [cpt JJ.borne_inf; 
(* no de l ' énumération *) 
end; 
end; 
y ( ' pour tout ' ) ; 
en d ; 
(**********************************************) 
(➔ initialisation de l ' ensemble des variables*) 







;-: ( · ini.t_ab c ' ); 
for i := 1 to ma x li de, 
beçiin 
b[iJ := 0.0; 
for j := 1 to ma x_col do 
a[i,jJ := 0.0; 
end~ 
for i : = 1 to 
beg in 
c[iJ := 0.0; 
d [ i ] : = 0.0; 
end; 
z := 0.0; 
w := 0.0; 




begin <* compl_init *> 
>: ( • c omp l in i t ' ) ; 
init_abc; 
do 
(* remp l issage de la matrice des premiers membres des contra i ntes* ) 
no_ligne := 1; 
foi·- no : = 1 t e, nb _equ do 
beg i n 
pour_tout (ne, ) ; 
boucles_ptt(1,no) 
encj ; 
<• remplissage du vecteur des seconds membres*) 
no 1 i gne : = 1; 
for no:= 1 to nb_eq u do 
beç, j n 
p o u t ' _ t ou t ( n o ) ; 
bou c les._ptt ( :2: , n o ); 
end; 
(* remplissage du v e c teur des coût s * ) 
ma xp[lJ := O; ma x p[:2:J := O; ma xp[3J := O; 
e ;-: p [ 1 J : = - · 1 ; e :-: p [ 2 J : = - 1 ; e ;< p [ 3 J : = -- 1 ; 
bouc 1 es _JJ t t ( ::-:--: , n c, ) ; 
(* affiche_res ult_4; • > 
y ( ' c om p 1 in i t · ) ; 
E•nd; 
(*********************************************************) 
<* procédure d ' interfaç a ge fournissant au x procédures de•> 
<• transformation de st r uctures une fonction objectif et•> 
(* des contraintes dont tous les éléments sont présentés*) 
(* par ordre crc,issant de références a u x va r iables • > 
(********************************************************* ) 
proc:edure interface; 
var cnt,cpt integer; 
begin 
:-: ( ' j nterfac:e'); 
t t' i _ fo; 
fo r cnt := 1 to n b_equ do 
beçiin 
tri ( nb l _som[cntJ,cn t ) ; 
end; 
(•·a ff iche_resul t_'.:::,; * ) 
y ( ' interface ' ) 
er1d; 
'****************************************************) 
( * procédure inversant l e signe des mul t ipl ic ateurs* ) 
( * de l a cc,ntt·ainte no NO _EQU • > 
(**************************************************** ) 
procedure inverse_signe(no_equ integer ) ; 
var cnt intege r; 
bE•Çj in 
x(' in v e rse signe'); 
fot' en t : = 1 to nb 1 _som [ no_equ J d o 
tab_eq u [no_equJ.mult1[cntJ := - tab_equ[no_equJ.mu ltl[cr, tJ; 
fo r cn t : = 1 to nb2_som[no_equ] do 
tab_equ[no_equJ. mul t2[cntJ : = - tab _equ[no_eq u ]. mul t2[ cnt J ; 
y( ' inverse signe ' ); 
end; 
(**************************************************************) 
( * procédure permett an t de mu ltip lier la contrainte no NO -EQU *' 
( * par -1, en ce compr is le retou rn ement d u signe d'inégalité*> 
,,.. si nécessaire; si NO_EQU = O, on mult ip lie l ' ensemble des *) 
( * contra int es (}=) pa r -1 • > 
(**************************************************************) 
p t·ocedure mu 1 t_pat··_m o i ns_un ( no _eq u 
var cnt,cpt integer; 
bE·g j n 
x l ' mult par moins un ' ) ; 
if no_equ 0 
then begin 
ca.:=.e ta.b_equ[ no_equJ. cod e _equ of 
2 : tab _equ ( no_eq u J. code __ eq u : = 3; 
._, . tab_equ [ no_equ J. code_eq u : = 2; 
e nd; 
i n v e t· se_s i gn e ( no_eq u) ; 
end 
e•lse for cpt : = 1 to nb_equ do 
beç1in 
t a b _e q u [ c p t J • c ode_ e q u : = 3 ; ( * au 1 i eu d e 2 * ) 
inverse_signe (cpt) ; 
end; 
y( ' mult par moin s un ' ) ; 
end; 
(**************************************************************) 
<• calcul du nombre de ligne occupé pa,· chaque contrainte en *) 
( * tenant compte d e 1 'év entuelle démul t iplication due au x *> 
<• possibilités de la quantification uni v erselle *) 
(************************************************************** ) 
p t·ocedure Cèl. leu l _f?qu; 
va,.-. c p t , c n t , r1 b : i n te g et·· ; 
bF.)Q in 
:-: ( ' c a 1 c u 1 eq u ' ) ; 
for cpt := 1 to nb_equ do 
begin 
nb : = 1; 
for cnt := 1 to ma x_indices do 
if tab_equ[cptJ.no_ent_ptt[cntJ <> 0 
then if tat:,_equ.[cptJ .code_ptt[cntJ <> 0 
the n n b : = n b ._. ( 1 a t' g e LW ( t ab_ e q u [ c p t J. no_ en t _p t t [ cr·, t J ) - 1 ) 
else nb := nb * lat"fJeur(tab_equ[cptJ.no_ent_ptt[cntJ); 
place_equ[cpt J := nb; 
end; 
y( ' calcul equ ') ; 
end; 
(**************************************************************) 
(* procédure d 'att ribution automatique de s variables d'écart *) 
<• et des variables artificielles en fonctions de la nature • > 
(* la cont rain te *) 
' **************************************************************) 
procedure attrib_va_ve; 
var cnt : integer; 
begin 
x( ' attrib va ve ' ); 
nb_ve_p lus := O; 
nb_vE·_moins : = O; 
nb_va := O; 
for· c n t : = 1 t o n b _ e q u d o 
begin 
v a[cntJ := O; 
ve[cntJ := O; 
case tab _equ [ en t J. code_equ 
1 : beg in 
va[cntJ := cnt; 
of 
nb_va : = 
end; 
nb __ va + piace_equ[cntJ; 
2 begjn 
ve[cntJ := - cnt; 
nb_ ve __ mo i ns : = nb_ ve _m o i n s + p l ace_equ [ en t J; 




nb_va. := nb_va + place_equ.[cntJ; 
end; 
begin 
ve[cnt] := cnt; 
nb_ve_plus := nb_ve_plus ➔- place_equ[cntJ; 
end; 
y( ' attrib va ve ' ); 
end; 
'***************************************************************) 
(* procédure permettant l 'a ttribution des variables d'écart et*) 
(* artificielles et leur placement correct da ns le tableau du * ) 
(* simple :-: e *) 
(***************************************************************) 
proc ed ure aide_init; 
var c o l _p t' i s e , 1 i _p t' i se , c p t , c n t , i , j i ri teget' ; 
(************************************************************** ) 
( * p rocédure d ' affectation de 1 'entier NB d ans le tableau du *l 
( * simple xe et d'affectat ion de la valeur 1 dans le tableau *l 
( * des c oû t s du problème au xi liaire, selon la valeur de CODE • > 
(* géné rat ion d u message d ' erreur no 72 e n cas de dépassement • > 
<• des limites du tableau du si mpl e xe * ) 
(**************************************************************) 
procedure affectation (nb,code: i nteger) 
begin 
x ('affectation ' ) ; 
i : = 1 i _pt' i se + 1 ; 
j : = c o 1 _prise + 1 ; 
repea t 
i f ( i > ma }:_ 1 i ) or < j > ma :-: _ c o 1 ) the n erreur ( 7 2 ) ; 
a[i,jJ := nb; 
if code <> 0 then d[jJ := 1; 
i := i + 1; 
j := j + 1; 
until i > li_pt'ise + place_eq u [c p tJ; 
col_prise := col_pri se + place_equ[ cpt J; 
y( ' affectation ' l; 
end; 
(************************************************************** ) 
(* procédure plaçant les variables d ' é cart dans le tableau d u * ) 
<• simple xe * > 
(************************************************************** ) 
procedure ve_init; 
beg i n 
:-: ( · v e in i t · l ; 
for cpt : = 1 to nb_equ do 
begin 
1 l._p ri se : = O; 
fo r c n t : = 1 t o c p t - 1 do 1 i _p t' i se : = 1 i _p r i se + p 1 ace_ e q u [ c n t J ; 
if ve[cptJ > 0 then affect ation(l,O) 
e lse if ve[ cp tJ < 0 th en affectation(-1,0l; 
en d; 
y ( · ve j_ n i t ·· ) ; 
er1cJ; 
(**************************************************************) 
(* procédu r e plaçant les variables artifi c iel les dans le * ) 




:-:( ' va init ' ); 
for cpt := 1 to nb_eq u do 
begin 
1 i_pris!:=:> : = O; 
f o t' c n t : = 1 t o c p t - · 1 do l j _p r i s e : = 1 i _p r- i se + p 1 ace _e q u. [ c n t J ; 
if va[cptJ <> 0 then affectation<1,1l; 
end; 
y ( ' va init'); 
end; 
b egin (* aide_init *l 
:-: ( · ëo. ide in i t ' ) ; 
col_prise : = û; 
for c p t : = 1 t o n b _va t' do c o 1 _p r i se : = c o 1 _p r i se + p 1 ace_ va t' [ c p t J ; 
ve_init; 
va_init; 
y( ' aide init 'l ; 
E•nd; 
(*********************************************************** ) 
(+ procédure initialisant complètement et correctement le * ) 
(* problème au x iliaire * ) 
(***********************************************************) 
procedure maj_va; 
vat' c p t , c n t , 1 i _p r i se : i n te g e r ; 
begin 
>: < ' ma j va ' l ; 
for cpt : = 1 tei nb_equ do 
begin 
1 i_pt'ise : = O; 
for cnt := 1 to cpt - 1 do li_prise := li_prise + place_equ[cntJ; 
if va[cptJ <> 0 
the n for i : = 1 i _p t' i se + 1 t o 1 i _p r i se + p 1 ace_ e q u [ c p t J do 
begin 
end; 
for j := 1 to nb_col do d[j] := d[jJ - a[i,jJ; 
w := w - b[iJ; 
end; 
y ( 'maj va ' ); 
end; 
(**************************************************************) 
(* procédure d'initialisation complète du tableau du simple xe*) 
(* et des vecteurs associés *) 
(**************************************************************) 
p t' oc e dure i n i t _ s i m p 1 ; 
var i,j : intege r; 
begin 
:-: ( ' in j t s i mp 1 ' ) ; 
camp l_in i t; 
(* affiche_result_4; * ) 
ëo.ide_init; 
(* affiche_result_4; *) 
maj_va; 
for j := 1 to nb_col do c_bis[jJ := c[ jJ ; 
y < ' in i t si mp 1 ' ) ; 
end; 
(**************************************************************) 
(* proc éd ure permettant de mémoriser les numéros des colonnes• > 
<• q ui à chaque étape contiennent l ' inverse de la base • > 
(************************************************************** ) 
procedure constit_inv_base; 
v ar cp t , cnt: integer; 
beç, i n 
x( ' constit in v base'); 
f or cpt := 1 t o ma x_l i do in v erse_base[c ptJ := O; 
f or·- cpt : = nb __ col - n b _ve__plus- nb_ve_moins·- nb_va + 1 to nb_col d o 
if col_base(cpti thE•n inverse_base[mem_un[cptJJ := cpt ; 
y( ' constit inv base') ; 
E•nd; 
(***************************************************) 
(* fonction booléenne renvoyant VRAI si tou tes les• > 
<• contraintes s on t de type >= •> 
(*************************************************** ) 
function cond_dual 
vat~ cnt: integer; 
begin 
)-: < ' cand dual · ); 
cond_dual : = true; 
boolean; 
far cnt := 1 to nb_equ da 
begin 
if tab_equ[cntJ.code_eq u <> 2 
then cond_dual : = false; 
end; 
y( ' cond dual ' ); 
end; 
(************************************************* ) 
<• proc édure effectuant les changements de sig ne • > 
(* néc essaires dans la fonction objectif lo rsque• > 
<• le problème à traiter est une ma x imi sation •> 
(************************************************* ) 
p roc edure ma;-; _ ve r s _m in; 
var cn t : inteç,er; 
begin 
x ( ' ma~ ve rs mi n ' ); 
if not f a. n a ture 
then be91n 
cr,ge_ fo : = t rue ; 
fo r cnt := 1 t o nb_fo_som do f o.mult [cntJ := - fo.m ult[cntJ ; 
end; 
y( ' ma x vers min ' ); 
end ; 
'************************************************************) 
(* procédu r e renvoyant dans CHERCHE le numé ro de la colonne*> 
(* qui~ parmi les MAX - CNT premières colonnes de COL_CHERCHE,* ) 
(* contient le réel le plus négatif *l 
<• s ' il n ' y a pas de réel négatif, CHERCHE est nul * ) 
'************************************************************ ) 
p r··ocedure col _t'ech_p rem ( ma.:<_cn t : in t ege1···· ; 
col_te·::-:.t E• : rer;;- ï _col , 
v ar ch 21 •ch e : inteç, er ) ; 
v2-.r en t i r, te 9 e ,.- ; 
chg : boolE•a.n; 
(****************************************** ) 
( * proc éd u re de re c herche proprement dite *l 
' ****************************************** ) 
p r··ocedu1·'e ç: r·' oc; 
begin 
;.• ( 'p t'OC CO 1 ' ) , 
if col_teste[cntJ ~ 0 
then begin 
if col_teste[cntJ < col_teste[che r che] 
then begin 
chE•rche : = en t; 
chg : = true; 
end; 
end; 
y ( ' p t'O C CO l ' i ; 
end; 
beçiin (* col_rech_pt'em * ) 
x ( ' col rech prem ' ) 
cnt := 1; 
chet'che : = 1; 
chg := fa.Ise; 
repea.t 
p r· oc; 
cnt : = cnt + 1 
until cnt > ma x _cnt; 
if (not chg) and (col_tes te[1J >= 0 ) 
then cherche:= O; 
y ( ' col rech pt··em ·); 
end; 
(****************************************************************** ) 
(* procédure renvoyant dans CHERCHE le numé r o de la ligne q u j, * l 
<* parmi les MAX - CNT premières lignes non redondantes d e L I_TESTE * l 
(* contient le réel le p lus né8a tj f * l 





1 i _ r e c:: h _p r·· e rn ( rn a :< _ c n t : i n te g e r ; 
1 i_teste : ree l _l i ; 








x( ' proc li ' ); 
if li teste[cntJ 






chg := true; 
end; 
y < • p ,···oc l i · ) ; 
end; 
begin (-.· 1 i_rechyt·em *> 
:-: ( ' 1 i t'ec h p rerr, ' ) ; 
cnt := 1; 
cherche : = 1; 
chg := fal!::e; 
repeat 
if not li_redond[cntJ then proc; 
cnt := cnt + 1 
until cnt > ma;-: _cnt; 
if <not chg) and (li_teste[lJ '>= ù) 
then cherche:= 0 
else begin 
if not chg 
then begin 
end; 
if not li_redond[1J 
then cherche:= 1 
else cherche:= ù; 
end; 











:-: ( ' h y p d u a l . ) ; 
hyp _ducd : = t 1··ue; 
boolean; 
for cnt : = 1 to nb_ceil del 
if c[cntJ O then hyp_dual 




(* procédure rendant tous les seconds membres des contraintes>= 0 *) 
(*******************************************************************) 
procedurE hyp_r.::,rim,,:1 1 
var cnt integer; 
begin 
:-: ( · hyp pt·irnal ' ); 
for cnt := 1 to nb li do 
if b[cnt] < 0 
then mul t_par_rnoins_un (cnt ) 
y( ' hyp primal ' ); 
end? 
(************************************************************* ) 
(* fonction booléenne renvoyant la valeur VRAI si toutes les*) 
( * contraintes sont de type<= *l 
(*************************************************************) 
func t ion hy p _unE'_phase boo 1 ean; 
var cnt integer; 
begin 
x ( ' hyp une phase ' ); 
hyp_une_phase := true; 
for cnt : = 1 to nb_equ do 
if tab _equ [ en t J. code_equ •: .. .. =· 3 
then hyp_une_phase := false; 
y( ' hyp une phase ' ) ; 
end; 
(********************************************************) 




:,-: ( · une phase ' ) ; 
repeat 
integer); 
co 1 _rech_p rem ( nb, c, co 1 _pi v) 
if col_piv <> 0 
ther, beg i r, 
pt' i rn_rE•ch_sot· t; 
pivotage ( l_piv,coi_pi v , 1 ); 
end; 
un t i l c o 1 _r.:i i v == 0; 
y ( · une phase · ) ; 
end; 
<*********************************************) 
<• procédure agençant l ' étude complète d ' une*) 
( * é v entuelle ligne redondante *l 
(*********************************************) 
p t·ocedL.we et u de_de_cas; 
var rsq_redond boolean; 
(****************************************************************•) 
(* procédure de d etection des lignes risquant d ' être redonda n tes* ) 
(* croisement entre la colonne d ' une variable entrante et les * l 
(* lignes éventuelles des va r iables artificielles en base 
<***************************************************************** ) 
procedure test_redond; 
v i::H' c p t : i n te g e r ; 
begin 
:-: < ' tst redond'); 
rsq_redc,rid : = trL.te; 
cpt : = nb_col -·· nb_va + l; 
repeat 
if col_bas:-~?(cpt) 




cp t := cpt "1- 1; 
un t i 1 ( not rsq_redond) or 





(* détection des lignes redondantes par analyse du croisement des *l 
(* colonnes des variables non artificielles et des lignes des *) 
(* variables artificielles en base * ) 
(******************************************************************) 
procedure trt_redond; 
var cpt,cnt integer; 
begin 
:-:( ' trt redond'); 




cnt : = 1; 
repea.t 
i f ab s ( a [ me rn _un [ c p t J , c n t J ) .> == e p s i l on 
then rsq_redond := false; 
cnt := cnt + 1; 
until (not rsq_redond) or (cnt nb_col - nb_va ) ; 
if rsq_redond then begin 
li_redond[mem_un[cptJJ := t r ue; 
end; 
cpt := cpt + 1; 
until cpt > nb_col; 
y ( ' trt redonci ' ); 
~:md; 
beoin (* etude_de_cas *) 








(* dan s le cadre de l a méthod e de s deux phases, *) 
( * procédure permettant de sortir un e variabl e artificielle*) 
(* en base en faisant entrer une n ' impGrte quelle variable * ) 
<* n on art i ficielle •> 
(* prod uction du message no 74 si c'est impossible *) 
(************************************************************ ) 
pt'ocedure piv_ va. (no_li ir,teger); 
var cpt, n o _c o l in te,:;_:ip1·' ; 
b e;;d.n 
:-:( ' piv va ' ) ; 
cpt := 1; 
no_col : = O; 
repeat 
if not col_base(cpt ) then bE.0 ç, in 
cpt := cpt + 1 ; 
unt il (no_col <> 
if cpt > nb_col 
y ( · pi v va ' ) ; 
en d; 
no_col := cpt; 
pivotage (no_l i, no_col, 1); 
end; 
0) or (cpt > nb_col - nb_va + 1); 
nb va + 1 then erreur(7 4 ) ; 
' ************************************************************** ) 
(* dans le cadre de la méthode des de ux phases , * ) 
( * procédure d e dé tection des variables artjficielles en base*) 
( * et s ' il y en a , étude des impl ications de l eur prés ence * ) 
' **************************************************************) 
procedure sortir_va; 
v a r cpt integer; 
pas _ va boo lean; 
beg in 
:-: ( · sot·· t i r va · ) ; 
cpt : = nb_col - · nb_va. + 1; 
t'epea t 
pas_ va ~= true; 
repeat 
if col_base(cpt) the n pas_va. := false; 
cpt := cpt + 1; 
un t i 1 ( no t p as __ va ) o t' ( c p t > n b _ c o l ) ; 
i f pas._ va the n une _ _ph as e ( n b _c o l ·- n b _ va ) 
elsE? begir, 
until pas_va; 
y( ' sorti1·' va') 
end; 
repeat 
c ol _rech_pt' em(nb __ c:ol - nb_va 5 c,col_piv); 
if co] _ p i \-' <> 0 
then begin 
r:=-tu.de _ de_ cë'l.s; 
if nc,t J.i_redorid[c p t 1 - nb_col-+ nb \/ ciJ 
ther·, pi v _va (cpt ·- l - · n b _c ol + nb v.,;,·l 
else une_phas e (nb_col nb_va); 
e nd; 
until col_pi \.1 = O; 
end; 
(********************************************************) 
(* procédure mettant en oeuvre la méthode du simple xe, *) 
(* la méthode des d eux phases et s es apports en matière *l 
(* de détection de redondances et de non compatibilité *) 
(* p roduction du message no 75 dan s ce dernier cas * ) 
(*** *****************************************************) 
.P roc: ed ure p 1·' i mal ; 
beg i r, 
:-: ,: · p t' i m ëd. · l ; 
j_ f not h yp _une_phase 
th en beçi i n 
repEèé,1 t 
c o l_rech_pt' em (nb_col, d, c o l_p i vl ; 
if col_pi v = 0 
then i f 1,-J <> 0 
then e rreur(75) 
else beg in 





pi vot age ( 1 _pi v, c o 1 _p j_ v, 2) ; 
end; 
un t i 1 c o 1 _pi v = 0; 
end 
else begin 
une _phase ( nb_co 1) ; ( * une seu 1 e phase *) 
end; 
y ( ' pt' i ma 1 , ) ; 
end; 
(************************************************************* ) 
<• procédure me ttant en oeuv re l 'a lgo rithme dual du simple xe*) 
(*************************************************************) 
p rocedLwe dua 1; 
bE"! 1;_t1n 
:-: ( ' d U8. l ' ) ; 
t'epeé:' t 
1 i _ r e ch _p t·· e m ( n b _ 1 i , b ? 1 _p i \/ ) ; 
if l_pi\/ <> 0 
then begin 
d u a 1 _t·ech _e n t r ; 
pivot8ge ( l_piv,col_piv, 1); 
enci; 
until l_pi \,, = O; 
y ,: . d uë:<. J ') ; 
e nd; 
(***********************************~*************************) 
( * procédure prenant e n charge le comp te-rendu des résultats* ) 
<* signalisation des lignes redondantes 1 f onction objectif, * ) 
<* variables en base et leurs valeurs * > 
(************************************************************* ) 
._ J 
proced ure re s ultat; 
\,' ëH' cpt,nb,cnt: intege r ; 
begin 
:-: ( ' res u 1 t a t ' ) ; 
genere_nom_equ; 
gen e 1···e_nom_ v ar; 
ve_nom; 
va_nom; 
nb := O; 
clrscr; 
fo r cpt := 1 t o nb li do 
be,;tin 
if li_redond[cptJ 
tri e n e c t'i:;ln(' L a. c o ntt··air1te n" ' + i '.2'. s ( c::pt,3 ) + ' e st r·E•d eond ard;e. ' ); 
end; 
cpt := 1; 
ec ris ln ( ' ' ) ; 
ec ris 1 n ( ' So 1 ut ion op t i ma 1 e : ' ) ; 
if not ec ra.n 
then ms g ( ' Solution optimale ' ,5,false ) ; 
if not chge_fo then z := -z; 
ec ris ln ( ' ' ) ; 
ecrisln (' 
ecrisln( ' ' ); 
Fonction objectif Z = ' + t'2S ( Z, 10, 5 )) j 
cnt := 1; 
window(2,15,78,23); 




nb := nb + 1 • 
' ec t' i s 1 n ( s2s ( vat·'_nom [ cp t J, 48 ) + 
if ecran then cnt := cnt + 1; 
if cnt = 7 then begin 
end; 
cpt := cpt + 1; 
until nb >= nb_li; 
goto :<y ( 3 0, 8); 
goto :-:y ( 30, 8) ; 
wr i te ( ' poussez 
readln; 
cnt := 1; 
clrscr; 
end; 
= ' + r 2:s ( b[mem_ un[cptJJ, 10,5 )) ; 
sur <RETURN > pour la sujte ' ) ; 
wr i te ( ' pousse:-: sur <RE TURN > pour 1 a s u i te ' ) ; 
readln; 
window ( 2 , 14, 78, 23); 
c 1 rsc t·· ; 
g O t O ;-: y ( 1 ' 1 ) ; 
ecrisln ( ' Ré;; ultats s u r le s coûts ' ); 
window< 2 , 15,78 ,23); 
g o t o i: y ( 1 , l ) ; 
cpt := 1; 
cnt := 1; 
repeat 
if not col_base(cpt) 
then begin 
ect'isln (s2s ( vat'_nom[cptJ, 48 ) + 
if ecran then cnt := cnt + 1; 
E•nd; 
' + r2s( c [cptJ,1 0, 5 ll ; 
j_ f en t = 7 
then begin 
go t o >: y ( 3 0 , 8 ) ; 
write( ' poussez sut' <RETURI'~> pc,ut' la suite: ' ) ; 
readln; 
cnt := 1; 
c 1 rsc t·· ; 
en cl; 
cp t ~= cpt + 1; 
until cpt) nb_col; 
i f ec t' él.r, 
then begin 
go t c, >: y ( 30 '! 8 ) ; 
write( ' pou~.s=-ez SLW <nETUF:N > pour la suite : .. ) ; 
readln ; 
end; 
wind □w(2,5 1 78,23) ; 
9 C, t O :-: y ( 1 ' 1 ) ; 
y ( ' t'esul tat · ); 
end; 
begin (* calcul_et_simple x e *) 
x('calcul et simple x e ' ); 
msg( ' calcul du simplexe en cours ' ,8,false); 
interface; 
calcul_equ; 
ma :-:_ver-s_mi n; 
det_place_col; 
det_p lace_l i; 
for cpt := 1 to nb_li do li_redond[cptJ := false; 
compl_inj_t; 
if hyp_dual (* tous couts po~. itifs *) 
then begin 
if cond_dua l then beg in ( * toutes equa t ions :-= il· ) 
mul t_par_moins._un (0); 
end 
else begir, 
a t: t t' i b _ v ë~ _ v e ; 
nb_coj := nb_col + n b_ve_plus + 
nb_ve_mc, ins + nb_va; 
j_ f nb_col > ma'.-: _col th e.n et·reur (72); 
init_sjmpl; 
cc:,nsti t_in v _base; 
dua 1; 
end 
el sE• begi r, 
h yp _primal; 
a t t t· i ti _ va _ ·.; e; 
nb_col := nb_col + nb_ve_plus + 
nb _ve_mei i ns + n b _va; 
jf nb col 
in i t _ si mp l ; 
ma x col then erreur <7 = > ; 
cons t i t_ü,v _base ; 
p r ima. l; 
end; 
hyp_primal; (* rendrE• tous b[iJ positifs~-) 
ël.ttrib_va_ve; 
nb_c:ol : = nb_col + nb_ve_p l us + 
nb_ve_moins + nb_va; 
if nb_col .. =· ma :,-: _col ther1 et-·t-·eur (7 2) 
init_simpl; 
cor-ist i t_in ·,..,_base; 
primai; 
end; 
t-· e s u l t a t ; 
y (' cë<.lcui 
_er1d; 
<* a n ' ecrire que si on a obtenu une solution optima le* ) 
et simple x e ' ) ; 
(****************************************~**********************~* ) 
(* procédure pe,-mettant le choi x dune an a lyse de sensibilité ou*) 
<* d ' un paramé t rage, lee éléments sur lesquels effect u er ce *l 
(* tr a itement et le traitement proprement dit a v ec compte-rendu * ) 
(* résu ltats * l 
(***************************************************************** ) 
o v et' l ay p rocedut' e sens i b il i te_et_paramet ,--·age; ( * o v et' l ay de ni v ea.u 2 * ) 
(***********************************************************) 
(* procédure renvoyant le message no 71 en cas de création*) 




if memavail < 28 then erreur(71); 
end; 
(***********************************************************) 
(* procédure permettant de retrouver à partir de la *> 
<* mémorisation de l ' ensemble des coûts initiau x , les coûts*) 
(* initiaux des variables en base à une étape donnée du *> 
(* dév eloppement dans l'ordre où les va r iables sont en base*) 
(***********************************************************) 
procedure cout_base; 
var cpt : integer; 
begin 
:-: ( ' cout bë<.se · ) ; 
fo r cpt := 1 to nb col do 
if col_base(cpt ) 
then base[mem_un[cptJJ := cpt; 
for cpt := 1 to nb_li do c_base[cptJ := c_bis[ba.se[cptJJ; 
y ( · cout basE• ' ) ; 
end; 
(**************************************************************** ) 
<* procédure déterminant l · intervalle dans lequel la sol u tion *) ( * obtenue res;. te vëd ab 1 e; LI M_rr,JF et LI M_SIJF· en sont 1 es bornec:::=. ~-) 
<* DANGER_INF et DANGER_SUP sont les n° de s colonnes qui * ) 
(* provoqueraient un changement de base, VALEUR est la valeur * ) 
(* actuelle testée pour la détermination de l ' intervalle *) 
(* CNT est la colonne correspondante, CODE et PARAM ne sont *> 
(* utilisés que pour le paramétrage, respectivement pour *l 
(* distinguer paramétrage sur les coûts et sur les seconds *l 
(* membres et pour indiquer la colonne ou la ligne analysée * > 
(**************************************************************** ) 
_J 
proced u rf.? intervalle (c ode, parë\m, cn t intege 1··; 
valeur real; 
var danger_i nf,danger _sup int eger ; 
v a r lim_inf,lim_sup real); 
be(}in 
>: ( 'int e1·-·\/al le ' ) 
( * 
c a.s=.e c ode of 
() begin 
1 i m i n f : = c -· 1 i m _ i n f [ p a t·· am J ; 
1 i m _s u p : = c _ 1 i m _ su p [ p a,.-am J ; 
end; 
l t,egin 
l i m inf := b_lim_inf[paramJ; 




i f valeur .. ,. 0 
then begin 
if valeur < lim_sup 
then be9in 
lim_sup := valeur ; 




i f va 1 eut' < 0 
then begin 




y ('intervalle ' ) 
encl; 
1 im inf : = valeur; 
danger inf := cnt; 
end; 
(* ***************************************** * ***************) 
(* calcul de la pent e d e l a fon ction objec tif (partie *> 
(* dépendant d u paramètre ) en cas de t raitement du second* ) 
<* membre d ' une contrainte *> 
' **********************************************************) 
procedure b Jiente:; 
var cpt integer; 
be•~ 1 n 
:-: ( 'b _pentE• ·) ; 
pen te : = O; 
for cpt := 1 t o nb li do 
begin 
pente := p ente + c_bas.e[cptJ * b_del ta [ c ptJ; 
end; 
y ( ' b pentE• ' ) 
end ; 
'********************************************************************) 
(* écriture de la solution de l ' analyse de sensibilité sur la ligne*) 
(* ND_F'AF.: AM dans 1 'intervalle [ H._jF, SUF'J *) 
(********************************************************************) 
procedu1··e b_sol_sensib (no_param : integet'; 
inf,sup : real ) ; 
be,;iin 
c 1 rsc t'; 
ec t·· i s 1 n ( ' ) ; 
ecri.sln ( ' Analyse de sensib il i te sur la 1 igne ' + i2s (no__pëu-·a.m, :2) + : ' ) 
ec t' i s 1 n ( ' · ) ; 
ecrJsln( ' La solution reste valable pour le paramètre DELTA dans ' ); 
if inf = - maxreal 
then ecris( [-m ' ) 
else ecris(' [' + r2s(inf,10,5 ) ); 
ecris. ( ' , ' ); 
i. f sup = ma:,-: t'ea ï 
then ecrisln( ' +wJ ' ) 
else ecrisln (r2s<sup, 10,5) + 'J ·); 
e c t' i s 1 n ( ' · ) ; 




<• calcul de la pente de la fonction o b jectif (partie •> 
<• dépendant du paramètre) en cas de traitement d'un coOt •> 
(* de la fonction objectif •> 
'********************************************************** ) 
p t'ocedure c__pen te ( no_param : in teget') ; 
begin 
:-: ( ' c pente ' ) ; 
if not co 1 _base ( no__pa.ram) 
then pente : = (l 
E· l se pente : = b [ mem_un [ no_param J J; 
y( ' c pente'); 
end; 
(********************************************************************** ) 
(* écriture de la solution de l ' analyse de sensibilité sur la colonne•> ( * NO _F' A F-: A t'I d an s 1 ' i n ter v i:l. 1 l e [ I N F , SU F· J * ) 
(**********************************************************************) 
p t··ocedure c _so 1 _sen si b ( no_pa t'am : i r, tege r ; 
inf, sup ~ reë:1.l)? 
begin 
clrscr; 
ecrj. ~;lr, (' '); 
ecrisln( Analyse de sensibilite sur la colonr,e + i2s(no_J:'ië-t···am,2) + 
ec ri s J n ( · ' ) ; 
ecrisln, La solution reste valable pour le paramètre DELTA dans ' ); 
if inf = - maxreal 
then ecris( [-m ' ) 
else ecris( [' + r2s(inf,10~5) 
ecris(', '); 
if sup = ma>Tea 1 
then ect~isln ( · +Cll] ' ) 
else ecri ·sln ( r2s (sup, 10, 5) + 'J '); 
ecrisln(' ' ); 




(* analyse de sensibilité sur le secon d membre de la contrainte •> 
(* occupant la ligne no NO_PARAM dans le tableau des contraintes* ) 
(*****************************************************************) 
p roc:edu.re b _sens i b ( no_pa.ram : 
var d_inf,d_sup,no_col,li 
inf, sup real; 
begin 
in t eg et-· ) ; 
integer; 
:-: ( ' b sens i b · ) ; 
inf := - ma x real; 
sup : = më:"( >: rea. l ; 
no_co 1 : = i nverse_base [ no_pa.ram J; 
for i := 1 to nb li do 
begin 
b_delta[iJ := a[i,no_colJ; 
if b[iJ = 0 
then begin 
if a[i,no_colJ < 0 
then begin 
if sup :, 0 
then begin 
sup : = O; 





if a[i,no_colJ ? 0 
then begin 
end; 
if inf < 0 
then begin 
end; 
inf := O; 
d inf := i; 
end; 
else if a[i,no_colJ <> 0 




b_so l _SE"!ns i b ( no_param, i nf, su.p ) 
y( ' b sensib'); 
end; 
(***********************~********************************************) 
<• analyse de sensibilité sur le coüt de la variable de la fonction* ) ( * o b j e c t i f oc c u p an t l a c o l on ne NO _F' AR,~ M dB. n ~, l e ta b 1 e c:; u des * ) 
(* contraintes et dans le vecteur associé *) 
'******************************************************************* ) 
p rocedut'e c_sens i b ( no_pat' a.m 
var d_inf,d_sup,no_ligne,j 
ir,f, sup re•al; 
b egin 
:-: ( ' c sens i b .. ) ; 
inf := - ma x real; 
sup : = ma :-: rea i ; 




no_l i gne : = mem_un [ no_pat·am J; 
for j : = 1 ta nb_col do 
begin 
j_f not col_base(j) 
then begin 






else for j := 1 to nb_col - nb_va do 
if j = no_param 
then if j = 1 then inf := - c[jJ 
else if - c[jJ > inf then inf := -c[jJ; 
c_pente (no_param); 
c_sol_sensib (no_param, inf,sup); 
y( ' c sensib ' ); 
end; 
<•*********************************************************************) 
(* mise à jour des différentes informations relati v es au paramé trage *l 
<• LITIGE INF et LITIGE_SUF' sont les numét'os des lignes o u colonne ·::::. * ) 
(* provoquant le chë1.ngement de base, VALEUR INF et \,,1?\L EU F-: _SUF' sont les•> 
<* bornes de l ' intervalle de validité de la solution courante, NBRE *) 
(* es t la valeur au-delà ou en-deçà de laquelle l'anal y se continue, •> 
<• ATTENTION est le numéro de ligne ou de colonne détermin ant pou r le*) 
<* changement de base et CONTROLE indique si on travaille à gauche ou*) 
<• à d r oite de la solution de départ * ) 
' **********************************************************************) 
p t'CocedLwe mi se_a_jour (contro 1 e, 1 i t ige_inf, 1 i t i ge_sup 
valeur_inf,valeur_sup: real; 
var attention: integer; 
var nb re : real ); 
begin 
x(' mise a jour ' ); 
if controle = 0 then begin 
nbre := valeur_inf; 
attention := litige_inf; 
ptrA.svt := premier; 
premier : = ptr; 
end 
in teget' ; 
else begin 
y( ' mise a jour ' ); 
end; 
nbre := - valeur_sup; 
attention := litige_sup; 
ptrA.svt := dernie r; 
dernierA.svt := ptr; 
d E• r n i e 1··· : = p t r ; 
er1cJ; 
(******************************************************************) 
(* mémorisation des variables en base et de leurs valeurs dans un*) 
<• record caractérisant une solution dans le cadre du paramétrage * l 
(****************************************************************** ) 
p r ocedur-e val_ va.r_base_ fo; 
var cpt,nb integer; 
begin 
x( ' val var base fo ' ); 
p t t' ····. • i n d e p : = :: ; 
ptrA.pente := pente; 
cpt := 1; 
nb := O; 
repeat 
if co 1 _base ( cp t) 
then begin 
nb : = nb + 1; 
pt t······ . • co 1 _so 1 [ nb J 
pt r ··· . • va 1 _so 1 [ nb J 
end; 
cpt := cpt + 1; 
until nb >= nb_li; 





(* écriture des variables en base et de leur valeur*) 




v 2w c pt : in t eg et' ; 
strg : strBO; 
begin 
:-: ( ' t'eSb i s ' ) ; 
for cpt := 1 to nb li do 
begin 
s t r g : = var_ nom [ p t r ···· . . c o ] _ s cil [ c p t J J ; 
ecrisl n(s2s(s trg,48 ) + = + r2s (ptr A.val_so l[cptJ,10,5 l 
end; 
y ( · t'esb i s · ) ; 
end; 
(**************************************************) 
(* écriture de la solution valable dans [N01,N02J *) 
(* (p aramétrage) * ) 
(**************************************************) 
procedur e ecr_interv(no1,no2 
bet;1 i.n 
:-: ( ' e c r· i n t e t' v .. ) ; 
i f p ti"' . code l - 2 
t hen bt=-g in 
t'E' ë<. l) ; 
e c r· i s ( ' Dans 1 ' ' i n te r v a 1 l e [ ' ) ; 
i f no1 = - ma x real 
t h en e c: ,.-. i s ( .. - w .. ) 
else E'•c:ris(r2s(no 1, 10,5)) ; 
ec r is ( ' , ' ) ; 
if n o2 = ma :-: rea 1 
t hen e cr i s l n ( ' +wJ, ') 
else e c:risl n (r2s( no:::,10,5 ) + ' J, '); 
e cris.ln( •' ); 
ec ris ln (' Fonction objectif: z = + r2s(ptrA. i ndep,10,5) + 
+DELTA* + r 2s( pt r A.pent e 1 10,5 )) ; 
ec risl n( 
r e sbi s ; 
end 
, ) ; ( * e ct· ire 
e 1 se non_t'ea l _bor; 
y ( ' ecr intet'v '); 
end; 
var en base e t leur valeur* ) 
(****************************************************************** ) 
<• écriture de 1 ' ensemble de s résu ltats d u paramétrage en pa rtan t* ) 
'* de la limite inférieure vers la limit e supérieure * ) 
'****************************************************************** ) 
procedure e crire_li ste; 
beg in 
:-: ( ' e c t ' i r e 1 i s t e ' ) ; 
if n o t chge_f o then z := - z; 
ptr : = p t' e mier ; 
ecr_interv( lim_inf,ptrA.sup ) ; 
p tr := ptrA.svt; 
t' epEat 
ecr_interv ( ptrA. inf,ptrA. s up ) ; 
p t r : = p t r--···. • s v t ; 
un t i 1 p t r = der n i e r' ; ( *· a v e r·· i f i e r * ) 
e cr_int erv(ptrA. inf,li m_supl 
y ( 'ec rire 1 i s. te .. ) ; 
end; 
(******************************************************************** ) ( * L. I l"i é t ë:<. n t une des ï i m i tes. f i :-: é e =· p a r 1 ' ut i 1 i sa te u r , 1 a p t ' oc: é cJ ux e * ) 
<* e ff ectue les changements de base nécessaires tant que NB n ' a pas•> 
( * atte int cette li mite; DANGER e st le no de l a ligne qui provoque * > ( * 1 e ch an ç, e me n t: de b a=· e , D _ I N F et D _ S IJ r.:· , 1 es b or' ne s de 1 ' i n te, -va 1 1 e * ) 
<* dans lequel la nouvell e solution est valab le, PARAM est l e no de* ) 
(* la ligne ana lysée et CODE p erme t de d isti ngu e r traitemen t des * ) 
(* et des s econds me mbres * ) 
(******************************************************************** ) 
procecju.re t,_-...:al id (var nb ~ real; 
1 i m rea l; 
var danger : inteÇJF.'!1" ; 
code, pcëH' ë:\m : integer; 
vat' d_i. ri"f, d_sup integet··); 
beç_,in 
;-: ('b valid' 
repea.t 
if nb > lim 
then begin 
1 _p i v : = danger; 
dui:', ] _rec:h_en t r ; 
if coi_J-:iiv <> 0 
thf.::-n be g in 
pi votagP.(l_piv,col_piv,3); 
mem_d i spor: i t:, le; 
ne.-, iptr); 
for i := 1 to nb li do 
1f b_dE•lta[iJ <> 0 
then be;;_, in 
i n t e t' va 1 1 e ( 1 , p a ra m , i , -·· b [ i J / b _ d e l t a. [ i J , d _ i n f , d _ s Ll p , 
p t r ···•. • i n f , p t r ···· • su p ) ; 
end; 
val var_base fo; 
mise_a_jour(code,d_inf,d_sup,ptrA.inf,ptrA.sup,danger,nb); 
end; 
E"!n ci ; 
untj_ l (nb <= 1 im) or (col_pi v = 0); 
if col_piv = 0 then bE1gin 
mem_disponible; 
new ( ptr):; 
ptrA.codel := code; 
ptr·'·· . code'.:: : = O; 
p t r ···· . . nt, : = n b ; 
end; 
y('b valid ' ); 
end; 
(************************************************************** ) 
(* procédure de recopie de tous les tableau x nécessaires à la *l 
<* mé morisation de la sol u tion de départ et qui v ont étre * ) 
l* moo1t1es par le paramétrage *) 
(************************************************************** ) 
procedure copie_tab; 
var i,j integer; 
begin 
:-: ( , CO p i E· t ë\ b ' :1 ; 
for i := 1 to nb li do 
begin 
for .j := 1 to nb_col do a_copie[i 1 jJ := a.[1,.JJ; 
b_copie[iJ := b[iJ; 
b _de 1 ta _c op i e [ i. J : = b _de l ta [ i J ; 
end ; 
for j := 1 to nb_col do 
begin 
c_copie[jJ := c[jJ; 
c_delta_copie[jJ := c_deltë-[jJ; 
end; 
z_copie := z; 
pente_copie := pent e; 
y( copie tab'); 
end; 
(**************~************************* ) 
(-~ pa.r-amétrage sut' la ligne no ~~D_F·AF:Al"I -~) 
'**************************************** ) 
p roc:edut·e b _pa ram ( no_pa.ram : in tegE; t·- ) ; 
var retenir: real; 
n o _c ol I i, d _inf, d_sup : inte1_:je 1·· ; 
begin 
>: ( ' b p a ,.- a m ' ) ; 
p r··E.0 m i er : = ni 1 ; 
dernier:= nil; 
no_col : = in vE•rse _ba.se[no_pé:tramJ; 
mem_disponib le; 
new (ptr); 
for i := 1 to nb li do 
begin 
b_delta[iJ := a[i,no_colJ; 
if b[iJ = 0 
then beg i r1 
if a[i,no_colJ < 0 
then begin 




p t r--.. · .. • su p : = 0 ; 
d_su p : = i; 
end; 




i f p t r ····. • i n f -,.. (1 
then beç, in 
end; 
p t r- ·'·· • i n f : = 0 ; 
d_inf := i; 
end; 
else if a[i?no_colJ <> 0 
then br.29 in 
i.nterval le ( 1, no_paxam, i? -b[ i J / a[ i, no_ccil J, ci_inf, d_<.:.up, 
end; 
end; 
ptr····· .. indep : = z; 
b_per-,te; 
ptr A.pente := pente; 
dernier:= premier; 
ptrA.svt := premier; 
premier : = pt t'; 
copie_tab; 
retenir:= - ptrA.sup; 
ptrA.inf,ptrA.sup); 
- - --- - --- ---------------
b_lim_sup[no_pc.=wamJ := - b_lim_sup [ nc,_pa ramJ; 
b _ va i i d ( p t r ····. . i n f , b __ 1 i m _ i n f [ no _pax am J , d _ i n f , O , n c, J! a , •.am , d _ i n f , d _su p ) ; 
b _ v a. 1 i d ( t· e t en i r , t, _ 1 i m _su p [ n o J) è'\ ra m J , cl _ ::=, u p , 1. , n o _p ëH"• am , d _ i n f , d _su p ) ; 
ecrire_liste; 
y ( 'b pa.ram') ~ 
en d:_i 
(********************************************************************) 
(* LIM étant une de s l i mites fi xées par l ' utili sateur, la procéd u re•> 
( * effectue les cha n gem e nts d e base n écessai1·es tant que NB n'a pas•) 
(* atteint cette limite; DANGER e s t le no de la col o nne qui prov oque*) 
<• le chan gement de base, D_INF et D_SUP, les bornes de l ' intervalle*) 
( ~ dans lequel la nouvelle s o l ut ion est valab le, PARAM est le no de *) 
(* la ligne analysée et CODE permet de distinguer traitement des * ) 
<• et des secon ds membres * ) 
' ********************************************************************) 
procedure c_valid (var nb ~ real; 
lim : rec::d; 
var danger: integer; 
code,param: int e ger; 
var d_inf,d_sup : intege r ); 
var j : i n te g et· ; 
begin 
:d ' c va 1 id ' ) ; 
repeat 
if nb > lim 
then begin 
col_piv := danger; 
r; ri m r-ec h s□ 1·· t · 
t-' - - ' 
if l_piv <> 0 
then beç1 in 
end; 
pi votage ( 1 _p j v, col _pi v , 4 ) 
mem_disponible; 
new ( ptt- ); 
for j := 1 to nb_col do 
begin 
if c_deltë:1[jJ <> Ci 
then begin 
encJ; 
i n te t' va 1 1 e ( 0 , p ar a. m , j , c [ j J / c _de 1 t a [ j J , d _ i n f , 
d_s u p,ptrA.inf iptrA .supl; 
end; 
val_var_base_f □; 
m j_ se_ a_ j ou r ( c o d E , d _ i n f , d _ su p ~ p t r ··· · . J n f , p t r · ·-. • s u p , d ange r , n b ) ; 
end; 
until (nb <= lim ) ' o r (l _pi-...,1 =: 0) 
if l_pi\/ = 0 then beg i r1 
y( ' c v alid ' ); 
en d; 
mem_disponi b le; 
new(ptr ) ; 
ptrA.codel 
ptrA. code2 
ptrA.nb := nb; 
:= code; 
: = 1 ; 
end; 
(******************************************) 
( *· paramétrage-:• sur 1 a co 1 onne no ND_F'AFi At1 * ) 
'******************************************) 
procedure c_par·am ( no_p aram : inte,;i e r) ; 
v ar reteni r : r e a l; 
n o _lign e , j, d_inf~d_su p in tege r; 
bE•(J i n 
;< ê ' c p ët. 1·· a m ' ) ; 
pr F?. mie 1' := ni l; 
d E'· t··n j e:, r : = n :i. J. ; 
mE rn _d i s p on i ble; 
n e ,,., ( p t t ' 'l ; 
i. f co 1 _b<="l S P ( no _JJ ëH··am ) 
thc-,1n be g in 
n o _i ignE· : = rn Pm_un[no_pa r amJ; 
fo r j : = 1 t o n b __ c ol nb_v a do 
begin 
if not col_base ( j) 
then bec;,1 in 
for cpt := 1 to nb_col do 
beg in 
if cpt <> no_pa r arn 
then c_dE•lta[cptJ := - a[no_liç1ne,c:ptJ; 
end; 
if a[no_ligne,jJ <> 0 
then begin 
p t r ·'·· . i n f : = c _ 1 i m _ i n f [ no _p a r' am J ; 
pt r ···· . • sup : = c_l i m_s u p [ no_p a.r-a rn J; 
inte r vë:dle (O, no_p a1 ' am, j,c[jJ / a [ r,o __ l i g n e, j J, 





else for j := 1 t o nb_col 
beg i r, 
if .j = n o _pa ~· am 
th en b egi n 
nb -..., a d o 
c_d e lta[jJ := 1; 
if j = 1 then ptrA.inf := - c[ j J 
end; 
en d ; 
else if - c[jJ ptrA.inf t h en p trA.inf := -c[ j J; 
p t r ····. . i n d e p : = z ; 
if not co 1 _ba.se ( no_pa r am ) then pe n t e := 0 
e 1 se pent e : = b [ mern_un [ n o _pi::1t' 21.rn J J; 
ptrA.pente := pen t e ; 
de rn ier:= p r emie r; 
c o pie_t a b; 
ptrA.sv t := p r e mie r; 
prerniet·· : = ptr; 
retenir:= - ptrA.su p; 
c_l i rr,_5-Ltp [ rio_p a rarn J : = - c_l i rn_sLtp [ nc)_p~.rarn J; 
c: _va l i d ( p t r ·'·· • i n f , c - · 1 i rn _ i n f [ n o _p a r a. rn J , d _ i n f , 0 , n D _p a t·· a rn , d _ i n f , d _ :=, u p ) ; 
c _va 1 i d ( r et en i r , c _ l i m _su p [ no J ! a ra rn J , d _s u p , 1 , no __ p a r a rn , d _ i n f , cl __ !::. u p ) ; 
ec ri t-·e 1 i s te•; 






(* procédure demandant l ' analyse de sensibilité ou •> 
(* le paramétrage sur chaque coOt choisi par 1 ' utilisateur *l 
'************************************************************) 
procedLwe Cë\. lcul_col (code : integE•r ) ; 
var cpt: inteç,et'; 
begi.n 
f or cpt : = 1 to nb_col 
begin 
c ase code of 
nb_va do 
1 : if s_ana l_va~-[cptJ the r, c_sensib (cp t ); 





<• procéd~re permettant la mémorisation des choi x de l ' uti l isateur*) 
(* en matière d ' analyse de sensibilité ou de pa ramétrage , selon la* ) 
<• valeur de CODE, la présentation des choix lui étant faite en *) 
<• nommant successjvement les noms de les variables du problème •> 
(* compte-t enu des valeurs possibles de leurs indices • > 
(*******************************************************************) 
procedure chai )-: _col (code : integer); 
var cpt,cnt,col_prise : integer; 
strg,strwrk : str80; 
beç, in 
)-: ( 'choi:-: col'); 
col_prise : = O; 
g o t o;.: y ( 5 , 1 0 ) ; 
c 1 reo 1; 
case code of 
1 : begin 
2 
write ('Analyse sur le coOt de 
end; 
bE·g in 
.. ) ; 
write('Paramétrage sur le coût de 
end; 
end; 
for cpt := 1 to nb var d o 
bE·g in 
fo r cnt := 1 to place_var[cptJ do 
begin 
col_prise := col_pt'ise + 1; 
strg : = var-_nom[c:ol_priseJ; 
g o t o :-: y ( 1 0 , 1 6 ) ; 
c 1 re o 1; 
wt· i te ( s t rg: 48, 
case cc,de of 
o / n \ . 
I ' 
, ) ; 
1 : 1 is_bool eëi.r1 (68, 16, s_anal_va1·- [col_priseJ ) 








(* procédure demandant l ' anal y se de sensibil i té ou * ) 
(* le paramétrage sur chaque second mernb1 ·e de con train te * ) 
(* choisi par l ' util isateur *) 
(************************************************************ ) 
procedu re calcul_li(cocie 
V ëH' Cpt ' C nt : :i. nt P.(j et·; 
begin 
f or cpt := 
begin 
to n b li d o 
cas ~"'! codé.0 of 
inteç1 e1·· ) ; 
1 : if s_anal_li[cptJ then b_sensib (cpt); 
2 : i f p _ a. n a J. _ 1 i [ c p t J the r, b _p a t·· am ( c p t ) ; 
end ; 
en d ; 
end; 
(********************************************** *********************) 
(* procédure permettant la mémo r isation de s choi x de 1 ·utilisateui- *l 
( * en matiè re d ' ana lyse de sensjbilité ou de paramétrag e , selon la *l 
(* valeur de CODE, la présentat j o n de s choi x l ui étant fa i te en * > 
'* nommant s ucc ess ivemen t les noms de toutes l es contraintes, *) 
<* compte-tenu de la q u antification *> 
(*******************************************************************) 
pt·ocedure choi :-: _l i (code : integer); 
var c p t , c n t , 1 i _ _p t· i se , 1 i _av t : i n te g et· ; 
stt··g : str80; 
beç1 in 
;-; ( • C h O i :-: 1 i . ) ; 
l i _pt· i se : = 0; 
goto :-: y (5, 1 0) ; 
c 1 t··eol; 
c2t.se code of 
1 : begin 
write i 'Analyse sur le second membre dE· · ) 
e nd; 
2 begin 
write ('Paramétrage sur le secon d membre de 
end ; 
encl; 
f oi- cp t : = 1 
fot· cnt : = 
begi n 
to nb_equ do 
1 t o place_eq u [cptJ 
1 i__prise : = 1 i _prise + 1; 
if not l i_redond[ 1 i_prisE:; ] 
then be,.ç_1in 
do 
strg : = eq u _n om[ 1 i_priseJ; 
g o t o >: y ( 1 0 , 1 b ) ; 
cl1·eol; 
w r i t e ( s tt· g : 4 8 , ( o / ri> : ' ) ; 
case code of 
' ) 
1. : lis_b oo l ean(68, 16,s_ana]_l i[li_prise J); 




y ( ' c h o i ;-: 1 i ' ) ; 
end; 
(*********************************************************** ) 
( * p rocédu r e demandan t le trai temen t d e tous les éléments* > 
(* choisis par l ' utilis a teu r *l 
(*********************************************************** ) 
p rocedur e calc ul _l i _ co l; 
va. r c p t : i n te g e t ' ; 
beç1i n 
:-:(' c::al cul li co l ' ); 
f o r cpt := 1 to 2 do 
begin 
calcul_co l Cc pt ) ; 
calcul_l i (cpt); 
end; 
y( 'calc u l li cc,l ' ):; 
end; 
begin ( * sens i bilite_et_pat' amet ra.ge * ) 
x(' sensib et p aram'l; 
lirn_sLtp := ma >!r e a l; 
1 i m in f : = ma >: t'E•a 1 ; 
for cpt := 1 to nb li do 
begin 
s_anal_li[cptJ := false; 
p_anal_li[cptJ := false; 
end; 
for cpt := 1 to nb_col do 
begin 
s_anal_var[cptJ := false; 
p_anal_var[cptJ :== fa.l s E·; 
end; 
ch o i :-: _anal y se; 
if c_sens or b_sens or c_pat·· or b_p a r 
then begin 
if c_senc.:. then 






calc ul _l i_c o l; 
end; 
y( ' sens i b et p a ram ' ) ; 
er,d; 
p 1-oced u re fi n_pgm; 
begin 
choi :-: _co] ( 1); 
cho i>: _l i ( 1) ; 
Ch O i ;: - CO 1 ( 2 ) ; 
c h o i ;; _ 1 i ( 2 ) ; 
if disque then clos e ( f_out ) ; (* fe r met u r e d u fichi er d e sor t ie d es * ) 
( * résult a ts s ' il y en a un * ) 
wind o w ( 1 ~5,B0 ,25 ); 
cl rsc t' ; 
window <l,1,80,25 ) ; 
goto xy(l,5 ) ; ( * fe r me t u r e du c ad re à l ' écran*) 
wr i te ( · l!: • ) ; 
for cpt := 1 to 78 do write (' = ' ); 
writeln ( ' :!.I · ); 
writeln(' Fin du programme PROL I CO 1.1 ' ); 
writeïri; 
end; 
begin <*calcul* ) 
:-: ( ' c a 1 c: u l .. ) ; 
c a J c u 1 _et _ si mp le :-: E·; 
sens:, i b i 1 i te_et_pa r,:1.met rage; 
fin_pgm; 
y (' calcul'); 
end; 
begin (* program *) 
debug 2 := fél. lse; 
c omp i 1 a t i c,n ; 
ca.lcul; 
en 1::!,, 
(* transformation de structures et s implexe* ) 
( * analyse de sensibilité et paramétrag e * ) 
(* booléen de debuggi ng 
(* recon naissance d e la syntaxe*) 
(* le res te, cf ci-dessu s •> 
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8.2 TESTS 
Afin de garantir à l'utilisateur une fiabilité 
raisonnable, divers tests ont été effectués. L'approche 
adoptée reflète le découpage logique du programme : 
Dans 
travail, 
- test sur la reconnaissance de la syntaxe 
• familles d'indices 
• constantes 
. équations 
• enchatnement des paragraphes 
- test sur la transformation des structures 
- test sur les calculs 
• méthode du simplexe 
• analyse de sensibilité 
• <paramétrage) 
le but d'automatiser au maximum cette phase du 
nous avons choisi de faire usage d'une 
possibilité avantageuse offerte par le Turbo Pascal. En 
effet, lorsque l'exécution d'un programme est demandée, 
en l'appelant par 
exécutable dans 
son nom, le système charge la version 
le segment de code. Tout caractère 
suivant 
appe 11 e 
éventuellement le nom du programme dont on 
la version exécutable est ignoré. En fait, ces 
caractères sont stockés à une adresse prédéfinie dans le 
segment de code. Le Turbo Pascal offre la possibilité de 
déclarer une string que l'on "force" à cette adresse, 
string qui peut ensuite être manipulée et reconnue. Par 
conséquent, une ligne de commande sera constituée du nom 
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du programme à exécuter suivi en l'occurence d'un nom de 
fichier à lire et d'un nom de fichier où enregistrer les 
résultats. Ces lignes de commandes sont elles-mêmes 
regroupées au sein d'un fichier, ce qui permet leur 
exécution sans exiger la présence continuelle du testeur. 
Comme indiqué plus haut, les tests ont été conduits 
de façon à respecter le découpage logique, ce qui se 
traduit au niveau du programme par l'imposition d'un 
point d'arrêt (fermeture des fichiers et sortie> 
immédiatement après la partie à tester. Une telle méthode 
semble particulièrement bien adaptée ici en raison de la 
nature même du problème. 
Dans la partie traitant de la reconnaissance de la 
syntaxe, l'accent a été mis non seulement sur 
l'acceptation de fichiers corrects sous diverses formes 
mais aussi sur la génération du message d'erreur attendu 
en fonction de la faute commise et de ses 
caractéristiques. L'ensemble des résultats est exposé 
plus bas. Certains des fichiers illustrent des erreurs 
facilement évitables mais d'autres mettent en évidence 
des points plus subtils et peuvent être un complémént 
intéressant au chapitre de définition de la syntaxe dans 
la mesure où un exemple est parfois plus parlant qu'un 
ensemble de phrases descriptives. 
Les tests sur la transformation des ■ tructures ont 
été conçus de manière à couvrir un nombre représentatif 
de situations illustrant les diverses possibilités 
rencontrées et ont été menés, pour des raisons pratiques 
à la suite des tests relatifs au paragraphe regroupant 
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fonction objectif et contraintes. On vérifiera 
l'exactitude de la transformation dans chaque cas à 
condition que la partie effectivement visible des 
tableaux dans ce compte-rendu le permette. 
Enfin, les divers modules de calcul ont été testés 
au moyen d'un ensemble de fichiers qui ont pu être 
aisémént vérifiés "à la main". Ajoutons cependant qu'à ce 
niveau les erreurs d'arrondis do i vent être prises en 
compte. Rappelons enfin que le paramétrage n'a pu faire 
l'objet de tests suffisants. 
On vérifiera aisément que chaque message d'erreur 
est apparu au moins une fois dans l'ensemble des fichiers 
de tests. 
L'exemple développé dans l'introduction a également 
été traité dans le cadre de ces tests mais présente un 
dépassement de taille pour la matrice et 
utilisés. 
les vecteurs 
TESTS SUR LES FAMILLES 
appendice tests familles 1 
TRAITEMENT DU FICHIER "B ~ \ FAM I LLE \ FAM OOO . F' AS " 
f am I = [ 1 _3 J; 
fin 
J = [-·2_2]; 
f< = [ + 2 _ 4 J; 
l_ = c::_+4J; 
M = [ + 2_+4J; 
N = [ -· 5 _ - 3 J ; 
CJ = [ - 5_+3]; 
v i 1 1 e = ( n am u r , b r·· u :-: e 1 1 e s , 1 i e g e ) ; 
p t·· o v i n c e = ( n ,:1 mur , b 1·' ab 21 n t , 1 i e g e ) ; 
impair= (un,trois,cinq,sept); 




de 1 a < ._, 
~. j 
..::. 
par i n te t' va 11 e 
de _r-:-, ..:.. a . 1 2 
3 k 
pat· intervalle 
de 2 a 4 
4 1 
pa.r interva.l le 
de ~-a 4 ..::. 
5 m 
par inter-va.! le 
de ~. a 4 ..::. 
6 n 
par interv alle 
de C' -.._J a. -3 
7 0 
par i n t e t' v a 1 l e 
de -5 2 3 
8 ville 
pat·· enumeration 
namur bru :-: e 11 es liege 
9 province 
par enume•ration 
namur brabant liege 
10 i mp ë'i i t ' 
p2,r enumeration 
un trois cinq sept 
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TF\ A I TE MENT DU FI CHIEF< "B: \FAM I LLE \ FAl"IOO 1. PAS 11 
I = [1_3J; 
*** erreur ( 3) du t ype nom de paragraphe atten du *** 
I = [1_3J; 
TF:AITEMENT DU FICHIEF: "B~ \FAMILLE\FAM002. F·A~;" 
ind I = [1_3J; 
*** erreur ( 3) du type nom de paragraphe atten du *** 
ind I = [1_3J; 
.. ·.. 
TRAITEMENT DU FICHIEF~ "B : \ FA l'1ILLE \ FAM003. F'AS" 
fam I = [1_3J; 
*** erreur c 3) du t ype n o m ae paragraphe attendu*** 
fë:<.rr, I = [1_3J; 
.. · .. 
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TJ;:AITEMENT DU FICHIER "B: \FAMILL.E\ FAM004. F'AS" 
fa m 123 = [ 1_3]; 
*~ * err eur r 1 ) d u t y pe n o m invalide*** 
fè, m 1 '.::3 = [ 1_3]; 
.. • .. 
TRAITEMENT DU FICHIER "B: \ FAMILLE\FAM0 05.F'AS" 
fam I [1_3J; 
*** erreur (14) du t y pe u= u attendu*** 
f am I [ 1 _3 J; 
.. • .. 
TRAITEMENT DU FI CHIER "B:\FAMILLE\FAM006.F'AS" 
fa.m I = 1_3; 
*** e r reur ( 1 5 ) du t y pe ll ( " ou " [ " at ten d u *** 
fa.m I = 1_3 ; 
TRAITEMENT DU FICHIEI="< "B: \ F AMILL.E \ FAM0 07. PAS" 
fam I = (1_3 ) ; 
*** erreur (22) du t y pe 
fam I = (1_3 ) ; 
.. • .. 
U Il 
.• attendu*** 
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TRAITEMENT DU F ICHIEF, "B: \FA f"IIL LE \ FAMOOB . P AS" 
fam I = [1. 5 _3J; 
*** e rre u r ( 8) du t y p e b o r ne i nfe r ie u re invali de *** 
fB.rn I = [ 1. !:,_3 ] ; 
·• '•· 
TRAITEME NT DU FICHIER "B: \ FA MIL LE \ FAM009 . F' At=;" 
f a m I = [ 1 3 J ; 
••• erreur (5 6 ) du type entier ou Il Il atte ndu. •••· 
f am I = [ 1 3 J; 
,•··. 
TRAITEMENT DU FICHIER "B: \ FAMILLE \ FAM0 10.F'AS " 
fam I = [1_3.5J; 
••• erreur ( 7 ) du t y pe b o r n e superieure i nv a l i de ••• 
fam I = [1_3 . 5J; 
.•·•. 
TF:AITEMEI\I T DU FICHIER " B: \ F AM ILLE \ FA MOl 1. P AS " 
fam I = [ 1 _3 ; 
••• er r eur (5 7 ) du t y pe ent i er o u n1 u atte n d u * ** 
fam I = [ 1 _3 ; 
.. • .. 
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TRAITEMENT DU FICHIER "B: \ FAMILL.E \ FAt-'1012. PAS" 
f am I = [ 1_3 J 
*** erre u r (16) du t y pe u;u attendu*** 
fam I = [ 1_3J 
· •' •, 
TF,A I TEr1ENT DU FI CHI Ef;: "B: \FAM LLE\FAMO 1 3 . PAS" 
fam I = [5_3]; 
*** e r reur ( 6) du type bornes menant à un intervalle 
invalide :li·*:li· 
fam I = [5_3]; 
TRAITEM ENT DU FICHIER "B:\FAMILLE\FAM0 1 4.F'AS " 
f am I = ( I , ma m2i.n) ; 
*** erreur (37) d u t y pe n o m deja utili s e*** 
fam I = CI, maman); 
..... 
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TF<AITEMENT DU FICHIEF: "B: \ FAMILLE\FAM015. F'AS" 
fam I = (est, maman); 
*** er reur ( 4 2) du type mot reserve *** 
fam I = (est, maman); 
TR{4J TEMENT DU FI CHI ER "B: \FAMILLE\FAM 0 16. F'AS" 
fam I = bru xelles,namur; 
*** erreur (15) du type«(" ou ucu attendu*** 
fam I = bru xelles,namur; 
.. •., 
Ti=::AI TEMENT DU FICHIER "B: \ FAMILLE \FAM017. F·AS" 
fam I = (bruxelles,bru xelles); 
*** erreur (37) du t y pe n om deja u tilise*** 
fam I = (bruxelles,bruxelles ) ; 
.•··. 
TF:AITEMENT DU FICHIEF: 11 8: \ FP1 MI LLE \ FAM018. F'AS" 
fam I - (bru xelles 
*** erreur (22) du t y pe 
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Tr-:;.:AITEMENT DU FI CHIEF~: "B: \FAMILLE\FAMOl9. F'AS" 
f am I = () ; 
*** erreur (22) du type ; ; I .I .~ atter,du :li·** 
f am 1 - ( ) ; 
TRAITEMENT DU FICHIER "B:\FAMILLE \ FAM020.F'AS" 
fa.m I = (namur, 1 iege; 
*** erreur (12} du type")" atter,du *** 
fam I = (namur,liege; 
TRAITEMENT DU FI CHIEF: "B: \ FAM ILLE\FAM 0 ::? 1 . F'AS" 
fam I = (namur,liege ) 
*** erreur (16} du t y pe";" attendu*** 
fam I = (namur,liege) 
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TF, A I TEMENT DU FI CHIEF, ' ' B: \ FAM I LLE \ FAl"I 0 :2 2 .. F'AS 11 
fam I = (namur,liege ) ; 
I -·· [ 1 _~; J ; 
*** e rr e u r ( 3 7) du t ype nom de j a u ti l i s e*** 
fam I = (namur~liege ) ; 
I = [1_3J; 
fam 
.···. 
TF,AITEM E NT DU FICHIEF: "B: \ FAl"iILLE \ FAM023. F· {:\S" 
f1 = 
f2 = 





















(namur, 1 iege); 
[ 1 _3]; 
(unpointcinq,troispointcinq); 
[-10_10]; 
( :-: ,y); 
( :-: ' w) ; 
[ ·-2_2]; 
[ 1 _5 J; 
(a,b); 
[-3_0]; 
[-4 _ -1 J; 
[ 1 _2 J; 
[-2_2]; 
[ 1 _5 J; 
[ 1 _3]; 
[ 10_12]; 
*** erreur (58) du type tr o p d e noms d e fa mill e s * * * 
f 1 !:i = [ 1 _3 J ; 
f1 6 = [1û 12]; 
,•·•, 
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T RAI TEMENT DU F ICHIE F; "B: \FAMILLE\ FAM024. F'AS" 
f a m I = (namur,liege,bruxelles , gand , anvers,bruges l ; 
J = (wavre,lln,ottignies , arlon,malines); 
•* erreur (31) du type trop de cha i nes alpha numeriques ** 
f am I = ( n ët. mu , ... , l i e g e , t:, t ' u :-: e 1 l e s-, , g an d , an v e r· s , b , -u g es ) ; 
J = (wavre,lln,ottignies,arlon,malines ) ; 
TF:AITEME NT DU FICHIE R "B~ \F AM JI...L.E\F AM0 2::;. F'AS" 
f am i = [ 1, 3 J ; 
*** er r eur ( 56) du t y pe entier ou ✓I Il attendu*** 
.•··. 
TRAITEMENT DU FICHIER "B: \FAMILLE\FAM026. F'Af;" 
fam est= [1_3J; 
*** erreur (42) du t y pe mot reserve *** 
f am est = [1_3J; 
..... 
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TRAITEMENT DU FI CHIEF1 "B: \ FAMI L LE \ FAM027. PAS " 
f a m .. I = [1 10 J; 
*** er r e ur c 3 ) d u typ e nom de p a ragr aphe atten d u *** 
f a m. I = [l_10J ; 
TRA I TEMENT DU FICHIER "B:\FAMI L L.E \ FAM0 28.PAS" 
c s t I = [ 1_10 J; 
••• er r eur (16) du t y pe u ; u attendu*** 
est I = [1_10]; 
.•· •, 
TRAITEMENT DU FICHIER "B: \ FAMI L LE \ FAM029.PAS " 
c s t I = ( b r u:-: e 1 1 e s , 1 i e g e ) ; 
*** er r eur (16) du t y pe n; u atte ndu*** 
c s t I = ( b r· u :-: e 1 1 es 1 1 i e g e ) ; 
.. · .. 
TF1AITEMENT DU FICHIEF: "F~: \FAMILLE \ FAMO?,O. PA ~;" 
som I = (b r u xe ll es , liege ) ; 
••• er r e u r ( 3 ) du type nom de para gr aphe attendu*** 
som I = (bru xelles ,liege ) ; 
,•·•. 
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TRAITEMENT DU FICHIER "B:\FAl"II LLE \ FAM031.F'AS" 
equ I = (bru xelles?liege ) ; 
*** e rreur ( 4 3) du t y pe uminu ou "max u attendu*** 
equ I = (bruxFlles,liege ) ; 
.·'•, 
TRAITE MENT DU FI CHIEF'. "B: \FAM I LLE\FAM032. PAS" 
fam I = [ 1_70000]; 
*** erreur ( 7) du type borne superieure invalide*** 
fam I = [ 1_70000 ]; 
TRAITEMENT DU FICHIER "B:\FAMILLE\FAM033.PAS" 
f a.m i rnp air = ( 1 , 3, 5, 7) ; 
*** erreur ( 1) du type nom invalide*** 
farn impair = (1,3,5,7); 
TFiA I TEMENT DU FI CHIEF'. "B: \FAM I LLE \ FAM034. PAS" 
fam xyz = [-70000_1]; 
*** erreur ( 8) du type borne inferieure invalide*** 
fam xyz = [-70000 1]; 
7 
1 
appendice tests familles 12 
TRAITEMENT DU FICHIEF, "B: \FAM I LLE \ F'1:.)M03:i. FA S " 
f am, i = [ 1 _3 J; 
**~ erre u r ( 3) du t y pe n o m de paraqraphe attendu *** 
f am, i = [ 1 _3 J; 
TESTS SUR LES CONSTANTES 
appendice tests constantes 1 
TRAITEMENT DU FI CH IEF, "B: \CON STANT\ CSTOOO. F'P1S" 
fam I = [ 1 _3 J; 
J = [ 1 _2 J; 
k = [ 1 - 4 J; 
est CO= 2(1; 
Cl ( Il = 1 , 2,3:: 
C2<I,J) = 1,2,3,4,5,6; 
C3 < I , J, f::: ) = 1 , 2, 3, 4, 5, 6, 7, 8, 9, 1 0, 11 , 12, 
13, 14, 15, 16, 1 7, 18, l 9, 20, 21 , 22, 23, 24; 
#I, C(l) = 1; 
tl= I , Cb i s 1 ( I , J) = 1 , 2; 
# .J, Cb i s2 ( I , J > = 1 , 2, 3; 
# I , # J, Cb i s 12 ( I , J ) = 1; 
# I , C t e t' 1 ( I , J , K ) = 1 , 2 , 3 , 4 , 5 , 6 ~ 7 , 8 ; 
# J , C t e r 2 ( I , J , f:'.> = 1 , 2 , 3 , 4 , 5 , 6 , 7 , 8 , 9 , l. 0 , 1 l. , 1 2 ; 
# f,:: , C t e r 3 ( I , J , f::: ) = 1 , 2 , 3 , 4 , 5 , 6 ; 
#I, #J, Cter12(i,j,k) = l.,2,3,4; 
#I, :t:w:, Ctet-13 ( i,j,k) = 1,2; 
# I< , # J , C t e t· 2 3 ( i , j , k ) = 1 , 2 , 3, ; 
# i, # j, # k, Ctet' 123 ( i, j, k) = 1 ; 
fin 




de 1 a ' ·-· I 
2 j 
pat·· i r, t e t' v a 1 1 e 
de 1 a -. ..::. 
3 k 
p a t' i n te t' va 1 1 e 
de 1 a 4 
parag t'aphe "constar, tes" t ra. i te 
15 constantes 
1 cO 
# 1 2 3 
fam 1 2 ' 3 
20.0000 
2 cl 
# 1 , 2 ' ·-· 
fam 1 i, 2, 3 
1.0000 2.0000 3.0000 













1. 0000 2. 0000 3.0000 4.0000 c:- 0000 6.0000 ..J. 
4 c:: 




fam i i , 2 j ' 3 k 
1 . 0000 2. 0000 3.0000 4. 0000 
c:- 0000 6.0000 
~·-
7.0000 8. 0000 9. 0 000 10. 0000 1 1 .0000 12.0000 
13. 0000 14. 0000 15.0000 16.0000 17.0000 18. 0000 














1 . 0000 1.0000 1 .0000 
6 cb isl 
# 1 i ' 2 ' 
3 







1. 0000 2.0000 1. 0000 
,..., 0000 1 .0000 2.0000 ..:;.. 
7 cbis2 




fam 1 i 
,... 




1. 0000 1. 0000 
,.., 0000 2.0000 3.0000 ë 0000 ..:.. . ·-·. 
8 cbis12 
# 1 i 
' 
2 j ' 3 




1 .0000 1.0000 1 .0000 1. 0000 1. 0000 1.0000 
9 cterl 
# 1 i ,.., 3 
' 
..:.. 




1. 0000 2.0000 3.0000 4.0000 5.0000 6. 0000 
7.0000 8.0000 1 .0000 2.0000 3. 0000 4. 0000 
5. 0000 6.0000 7.0000 8. 0000 1.0000 2.0000 
3.0000 4. 0000 5.0000 6.0000 7 , (H)(H) 8. 0000 
10 cter2 




fam 1 i ' 
~. j , ..,. k 
..::. 
·-· 
1 .0000 2.0000 3.0000 4.0000 1 .0000 2.0000 
3.0000 4.0000 5.0000 6. 0000 7.0000 8.0000 
5.0000 6.0000 7.0000 8.0000 9.0000 10.0000 
1 1. oooc, 1::. 0000 9.0000 10. 0000 1 1.0000 12-:0000 
1 l. cter3 




fam 1 i ' 
,..., j 3 k 
..::. 
' 1. 0000 1. 0000 1.0000 1.0000 2.0000 2.0000 
2.0000 2. 0000 3.0000 3.0000 3.0000 
..,. 0000 ._1. 
4. 0000 4. 0000 4.0000 4.0000 5.0000 
c::- 0000 ..J. 
5.0000 5.0000 6.0000 6.0000 6.0000 6. 0000 
appendice tests constantes 3 
12 cter12 
# 1 i 2 j ' 
' ' 
·-· 
fam 1 i 2 j ' k 
' ' 
·-· 
1 0000 2. 0000 3. 0000 4. 0000 1 0000 
.-, 0000 
. 
. .:. . 
3. 0000 4. 0000 1 . 0000 2. 0000 3 • 0000 4. 0000 
1 0000 -. 0000 ' 0000 4. 0000 1 0000 2. 
0000 
. ..::.. . ._, . . 
' 
0000 4. 0000 1 0000 ri 0000 
..,. 0000 4. 0000 
·-·. 
. ..::.. ._, . 
13 cter13 









1 0000 1 0000 1. 0000 1 0000 
'") 0000 ,..., 0000 
. . 
. ..:.. . ~- . 
-. 0000 2. 0000 1 0000 1 0000 1 0000 1 0000 ..::. . . . . . 
r·, 0000 -. 0000 '":• 0000 ~. 0000 1 0000 1 0000 ..:.: . ..::.. ..:.. . ..::.. . . . 
1 0000 1 0000 2. 0000 
,..., 0000 2. 0000 2. 0000 
. . 
.:. . 
14 C te1•23 
# 1 k, ,..., j 3 ..::. 
' fam 1 i ~. j . .::, k 
' 
..::. 
' 1 . 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 
1 0000 1 0000 ., 0000 
., 0000 -. 0000 2. 0000 
. . ..:.. . .... . 
..::. . 
2. 0000 -. 0000 ., 0000 -. 0000 
..,. 0000 ..,. 0000 
..::.. ..:.. . k• ·-·. 
._,. 
..,. 0000 < 0000 < 0000 
..,. 0000 0000 ' 0000 









fam 1 i 2 j ' k 
' ' 
·-· 
1 . 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 
1 . 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 
1 . 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 
1. 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 1 . 0000 
TRAITEME~H DU FICHIER "B: \CONSTANT\CST001. F'AS" 
fam I = [ 1 _3]; 
J = [ 1 _2 J; 
~-· 
·•. = [1_4]; 
est CO= 20; 
CO = 10; 
fin 
C:1(1) = 1,2,3; 
C1(2) = O; 
C2(1,J) = 1,2,3,4,5,6; 
C2(2,2) = O; 
C3 ( I , J, ~,::) = 1 , 2, 3, 4, 5, 6, 7, 8, 9, 10, 1 1 , 12 , 
13, 14, 15, 16, 1 7, 1 f;,, 19, 2 0, 21 , 22, 23, 24; 
C3(2,2,2) = O; 
appendice tests constantes 4 




de.' 1 ë\ ë ~· 
2 j 
par j_ n t e t' v ë'1 1 1 e 
de 1 a 2 
3 k 
pat' inte 1· val le 
de 1 a 4 









2 , 3 
2 3 
f am 1 i, 2 , 3 
1.0000 0.0000 3.0000 
3 c2 
# 1 2 , 3 
fam 1 i, 2 j, 3 
1.0000 2.0000 3 . 0000 0.0000 5.0000 6.0000 
4 c3 
# 1 2 , 3 
fam 1 i, 2 j, 3 k 
1.0000 2.000 0 3.0000 4.0000 
7.0000 8.0000 9.0000 10.0000 
13.0000 0.0000 15.00 00 16.0000 







18 .00 00 
24. 0 000 
TRAITEMENT DU FICHIER "B: \ C0NE,TANT \ CST002. F'AS" 
fam I = [ 1 _3]; 
J = [ 1 _2 J; 
~-· 
·•. = [1_4]; 
appendice tests constan tes 5 
est: CO= 20; 
Cl<I) = 1,2,3; 
#I, Cl<I> =O; 
C2<I,J) = 1,2,3,4,5,6; 
# I , #J, C2 < I , J) = 0; 
C3 < I , J, fU = 1 , :: , 3, 4 , 5, 6, 7, 8, 9, 10 , 11 , 12, 
1 3, 1 4, 1 5 , 16, 1 7, 18, 1 9, 20, 21 , 22, 23, 24; 
# I , :ILT, :tH:::, C3 ( I , J, f<) = 0 ; 
f 1.n 
pat· agraphe "familles" traite 
3 fëi.mi lles 
1 i 
par intet·val le 




de 1 a .-. ..::. 
3 k 
par intervalle: 
de 1 a 4 
pa r agraphe "constantes" traite 
4 constantes 
1 cO 
# : 1 
' 
2 





# . 1 -. . 
' 
..::. 
' fam : 1 i ' 2 ' 0 .0000 0.0000 
3 c2 
# 1 2 ' 















#: 1, 2, 3 













0.0000 0.0000 0.0000 
0.0000 0.0000 0.0000 
0.0000 0.0000 0.0000 
0.0000 0.0000 0.0000 0.0000 0.0000 0.0000 
appendice tests constantes 6 
TRAITEMENT DU FI CH IER "B: \CONSTANT\CST00 3.F'AS" 
fam I = [ 1 _3 J; 
J = [ 1 _2] ; 
~-. 
• .. = [ 1 4 J. 
- ' 
est C2( I,J) = 1,2 ,> ,4,5,6; 
# I , C2 ( I , 2 > = 0; 
C3 ( I,J,K) = 1 ,2 ,3,4,5 ,6,7,8,9,10,11, 12, 
13 , l 4, 15, 16, 1 7, 18 , 19, 20, 21 , 22', :::'.3 , 24; 
# I , C3(I,2,2) = O; ' 
fin 
pa r agraphe "familles" t 1·'ai te 
::::. famille s 
1 i 
p a r' intervalle 
de 1 a 3 
2 j 
pa r interv alle 
□ e 1 a 2 
3 k 
pa.r intervalle 
d e 1 a 4 
par-agraphe "constan tes" tra i te 
2 const a ntes 
1 . c2 
# 1 2 , 3 
f am 1 i, 2 j, 3 
1. 0000 0.0000 3 .00 00 0.0000 5.0000 0 . 0000 
2 c 3 
# : 1 2 ' 3 
f am : 1 i , 2 j , 3 k 
1.0000 2.0000 3.0000 
7.0000 8.0000 9 .0000 
13. 0000 0 .0000 15 .0000 
19 .0000 20.0000 2 1. 0000 
4. 0000 5.0000 0.0000 
10. 0000 11.0000 12 . 0000 
16.0000 17. 0000 18 .0000 
0. 0000 23.0000 24 .0000 
appendice tests constantes 7 
TRAITEMENT DU FI CHIEF: 11 B: \ CONSTA~H \ CST004. F'AS 11 
fam I = [ 1_3]; 
.T = [ 1 2] ; 
-
r··· 
·-. = [ 1 - 4]; 
est C2<I,J) = 1 5 2,3,4,5,6; 
#3, C2 ( 2, ~T) = 0; 
C3(I,J,K) = 1 , 2,3,4,5,6,7,8,9,10,11,12, 
13, 14, 15, 16, 1 7, 18, 19, 20, 21 , 22, 23, 24; 
#3, C3(2,J,2) = O; 
fin 
pa1···ag r aphe "familles" traite 
::, familles 
1 i 
par intet'val le 
de 1 a 
2 j 
p a,., in te rv a. l 1 e 
de l a 
3 k 
par inter··val le 
de 1 a 4 
parag t'aphe II cons tan tes" t raite 
2 constantes 
1 c2 
# 1 2 , 3 
f am 1 i, 2 j, 3 
1.0000 2 . 0000 0.0000 
2 c3 
# 1 2 , 3 
fam 1 i, 2 j, 3 k 
1.0000 2 . 0000 3.0000 
7.0000 8.0000 9.0000 
13. 0 000 0.0000 15.0000 
19.0000 20.0000 21.0000 
0.0000 





=·. 0000 6. 0000 
11.0000 12.0000 
17.000 0 18.0000 
2: .. 0000 24. 0000 
appendice tests constantes 8 
TRAITEMENT DU FICHIER "B:\CONSTA NT\CST005.F'AS" 
fam I = [ l. _3 J; 
,J = [ 1 _2 J; 
!< = [ 1 - 4]; 
c s t C3 ( I , J, K) = 1 , 2, 3, 4, 5, 6, 7, 8, 9, 1 0 , 11 , 12, 
13, 14 ~ 15, 16, 1 7, 18, 1 9, '.2'. 0, 21 , 22, 23, 24; 
# K, C3(2,2,K> = O; 
fi n 




de 1 a 
2 j 
par' intervalle 
de i a 2 
3 k 
par interv alle 
d e 1 a 4 
p a ragraphe "constan tes" traite 
1 constantes 
1 c 3 
# 1 2 3 
f am 1 i , 2 j , 3 k 
1. 0000 2 .0000 3.0000 
7.0000 8.0000 9.0000 
0.0000 0.0000 0.0000 






1 1 . 0000 




18 . 0000 
24.0000 
TF:A I TEMENT DU FI CHIEF, "B: \ CONST ANT \ CST006. F' AS" 
fam I == [ 1 3 J; 
-
J = [ 1 _2 J; 
f::: = [ 1 4 J. 
- ' 
est C3 (I,J,K ) = 1,2,3,4,5 , 6,7,8 ,9 ,10,11 , 12, 
fin 
13, 14, 15, 16, 17, 18, 19,20,21,22,23, 2 4; 
# I, #J, C3 ( I, J , 2 ) = 0; 
appendice tests constantes 9 
paragraphe "familles" traite 
3 familles 
1 i 
pat' intet' val le 
de 1 a < ._, 
.-, j ..::. 
pat· interv alle 
de 1 a 2 
3 k 
par intervaile 
de 1 a. 4 
pat··ag raphe "cons tan te<;." t t··a i te 
1 constantes 
1 c3 
# 1 2 , 3 
fam 1 i, 2 j, 3 k 
1.0000 0.0000 3.0000 
7.0000 8.0000 9.0000 
13.0000 0.0000 15.0000 
19.0000 20.0000 21.0000 
4.0000 5.0000 0.0000 
0.0000 11.0000 12.00 00 
16.0000 17.0000 0.0000 
0.0000 23.0000 24.0000 
TFIA I TEMENT DU FICHIER "B: \CONSTANT\CST007. F'AS " 
fam I = [ 1 _3 J; 
J - · [ 1 _2 J; 
f·•' 
·., = [1_4J; 
c s t C3 < I , J, K) = 1 , 2, 3, 4, 5, 6 , 7, 8, 9, 10, 11 , 12, 
13, 14, 15, 16, 1 7, 18, 1 9, 20, 21 , Z 2, 2 3 , 24; 
# I , #f:: , C3 ( I, 2, fO = 0; 
fin 








de 1 a ~. ..::. 
3 k 
par intervalle 
de 1 a 4 
appendice tests constantes 10 
paragraphe "constantes" traite 
1 constantes 
1 c3 
# 1 , 2 , ":!" 
·-· 
fam 1 i, 2 j, 3 k 
1.0000 2.0000 3.0000 
0.0000 0.0000 9.0000 
0.0000 0.0000 0.0000 








2:;. 0000 24. 0000 
TF,AITEMENT DU FI CHIEF-: "B: \C0NSTAl'JT\CST008. PAS" 
fam I = [1 3]; 
-J = [ 1 2J; 
-
►··· •,. = [ 1 4 J. 
- ' 
est C3(I,J,K) = 1,2,3,4,5,6,7,B,9,10,11,12, 
13,14,15,16,1 7,1 8,19,20 ,21,22,23,24; 
#J,#1< , C3(2,J,K) = O; 
fin 




de 1 a < 
·-· 
'"'.I j ..:.. 
par' intervalle 
de 1 a r:, .,_ 
3 k 
pël.r intervalle 
de 1 a 4 
paragraphe "constantes" traite 
1 constantes 
1 c3 
# 1 , 2 , 3 
f am 1 i , 2 j , 3 k 
1.0000 2.0000 3.0000 4.0000 
7.0000 8.0000 0.0000 0.0000 
0.0000 0.0000 0.0000 0.0000 









append ic e tests constantes 11 
TRAITEMENT DU FICHIER "B:\CONSTANT\CST009.F'AS" 
fam I = [ 1 _3 J ; 
J = [1 2]; 
-
~--· 
·•. = [ 1 4 J. 
- ' 
est C2<I,J> = 1,2,3,4,5,6; 
# I , C2 < I , J > = 1 0, 20; 
fin 
C3 ( I , ~T, f< ) = 1 , 2, 3, 4, 5, 6 , 7, 8 1 9, 1 0, 11 , 1 2, 
13, 14, 15, 16, 1 7, 18, 1 9, 20, 21 , 22, T::,, 24; 
#I, C3 <I,J, K> =1 0 ,20 ,30,40,50,60,70,80; 
p a r' a g r· a ph e " fa m i 1 1 es " t ra i te 
3 familles 
1 i 
pë:1.r in tervë:1. l le 
de 1 a 3 
2 j 
par' intervalle 
de 1 a 
3 k 
par intervalle 
de 1 a 4 
paragraphe "constantes" traite 
2 constantes 
1 c2 
# 1 , 2 , 3 
fam 1 i, 2 j, 3 
10.0000 20.0000 10.0000 20.0000 10.0000 20.0000 
2 c:3 
# 1 , 2 , 3 
f am 1 i, 2 j, 3 k 
. 10.0000 2 0.0000 30.0000 40.0000 5 0 .0000 60.0000 
70.0000 80.0000 10.0000 20.0000 30.0000 4 0.0000 
50 .0000 6 0 .0000 7 0 .0000 80. 0000 10.0000 20.0000 
30.0000 4 0 .0000 5 0 .0000 60.0000 70 .0000 80.0000 
appendice tests constantes 12 
TRAITEMENT DU FICHIER "B: \CONSTAtJT \ CST010. F'AS" 
fam I = [ 1 _3 J; 
J = [ 1 _:· J; 
,.,.. 
= [1_4]; 
est C2 <I,J> = 1,2,3,4,5,6; 
#J, C2 ( I , J > = 10 , 20, 30; 
C3 < I , J. , f::: > = 1 , 2, 3, 4, 5, 6, 7 , 8, 9, 1 0, 11 , 12, 
13, 14, 15, 16, 17 , 18 , 19, 20, 21, 22, 23, 2 4; 
#J, C3<I,J,I<) = 
10,20,30,40,50,60,70,B0,90,100,11 0 ,120; 
fin : 




de 1 a 3 
2 j 
p a r i n ter-va 1 1 e 
de 1 a 2 
3 k 
par intervalle 
de 1 a 4 
parag r·aphe "cons tan tes" t r--a i te 
2 constantes 
1 c2 
# 1 , 2 , 3 
f am 1 i, 2 j, 3 
10 .0000 10.0000 2 0 . 0 000 20.0000 3 0 .0000 30.000 0 
: · c3 
# 1 , 2 , 3 
f am 1 i, 2 j, 3 k 
10.0000 20.0000 30.0000 40.0000 10 .0000 20.00 0 0 
3 0 .0000 40.00 00 5 0 .00 0 0 60.0000 70.00 0 0 8 0 .0000 
50.0000 60.000 0 70.0000 8 0 .0000 9 0 .00 0 0 100.000 
110.000 120 .000 90.0000 100.000 110.000 120.000 
appendice tests constantes 13 
TRAITEMENT DU FICHI ER 11 8:\C0NSTA NT \CST0l l.F'AS" 
farn I = [ 1 _3 J; 
J = [ 1 _2 J; 
~-·· 
= [ 1 4 J; ·•. 
-
c s t C3 ( I , J, K) = 1 , 2, 3, 4, 5, 6, 7, 8, c;·, 10 , 11 , 12, 
fin 
1 ::::. , 1 4, 15, 16, 1 7, 1 8, 1 9, 20, 21 , 22, 23, 24; 
# K, C3 CI,J,K ) = 10 ,20,30, 4 0, 50,60; 
paragraphe "famill es" tt· ai te 
3 familles 
1 i 
par in te, -va 11 e 
de 1 a 3 
~. j ..::. 
par inter-val le 
de 1 a. ~. ..::. 
3 k 
par intet·val le 
de 1 a 4 
paragraphe "constantes" t r aite 
1 constantes 
1 c3 
# 1 , 2 3 
f am 1 i , 2 j, 3 k 
10 .0000 10. 0000 10.0000 10.0000 20.0000 
20.0000 20.0000 2 0 .0000 30.0000 30.0000 
30.0000 30.0000 40.0000 40.0000 40.0000 
40.0000 5 0.0000 50.000 0 50.0000 50.0000 
60.0000 60.0000 6 0 .0000 60.0000 6 0.0000 
TRAITEMENT DU FICHIER "B: \C0NSTMH\CS T012. F'AS" 
farn I = [ 1 _3 J; 
J = [ 1 2]; 
-
V = [ 1 4]. 
- ' 
est C3(I,J,K) = 1,2,3,4,5,6,7,8,9,10,11,12, 
fin 
13, 14, 15, 16, 1 7, 18, 1 9 ~ 20, 2 i, 22, 23, 2 4; 
# I , #J, C3 ( I , J, K) = 10, 20, 30, 4 0 ; 
appendice tests constantes 14 
paragraphe "familles" traite 
3 famille s 
1 i 
pat' i ntervalle 
de 1 ë1. ..,. ._:, 
,..., j ..:: 
pat' intervalle 




par intet' val le 
de 1 a 4 
paragrarhe "constantes" traite 
1 constantes 
1 c3 
# 1 , 2 , 3 
f am 1 i , 2 j , 3 k 
10.0000 2 0 .0000 30.0000 40.0000 10.0000 20.0000 
30.0000 40.0000 ·10.0000 20.0000 30.0000 40.0000 
10.0000 20.0000 30.0000 40.0000 10.0000 20.0000 
30.0000 40.0000 10.0000 20.0000 30.0000 4 0 .0000 
TRAITEMENT DU FICHIER "B: \CONSTANT\CST013. F·AS" 
fam I = [ 1 _3 J; 
J = [ 1 _2 J; 
f:·· = [ 1 4 J. 
- ' 
c s t C3 ( I , ~T , f::: l = 1 , 2, 3, 4, 5, 6, 7, 8, 9, 10 , 11 , 12, 
fin 
1 :. , 14, 15, 16, 1 7, 1 E! , 1 9, 20, 21 , 2 2 , 23, 24; 
# I , #f::: , C3 ( I , J, r:::> = 10, 20; 
p21ragraphe "familles" tt' aite 
3 famille s. 
1 i 
par intervalle 
de 1 a 3 
~. j ..::. 
par intervalle 
de 1 a 2 
3 k 
par intervalle 
de 1 a 4 
appendice tests constantes 15 
paragraphe "constante:." traite 
1 constêlntes 
1 c3 
# 1 , 2 , 3 
fam 1 i, 2 j, 3 k 
10.0000 10.0000 10.0000 10.0000 20.0000 20.0000 
20.0000 20.0000 10.0000 10.0000 10.0000 10.0000 
20.0000 20.0000 20.0000 20.0000 10.0000 10.0000 
10 .. 0000 10 .0000 20.00(!0 20.0(l(l(l 20.0000 20.0000 
TRAITEMENT DU FICHIER "Et: \C0NSTANT\Cf:;T014. F'AS" 
fam I = [ 1 3 J; 
-
J = [ 1 2 J; 
-
~--• .. = [1_4J; 
c s t C3 ( I , J, I< ) = 1 , 2, 3, 4, 5, 6, 7, 8, 9, 10, 11 , 12, 
13, 14, 15, 16, 1 7, 18, 1 9, 20, 21 , 22, 23, 24; 
#J, # k, C3 ( I, J, K) = 10, 20, 30; 
fin 
par·· a g ra ph e " fa m i 1 1 es-, " t ra i te 
3 familles 
1 i 
par i n t e t' va 1 1 e 
de 1 a -::-._, 
2 j 
par intet'val le 
de 1 a 2 
3 k 
p a t' i r1 ter va 1 1 e 
de 1 a 4 
pëlragt'aphe "constantes" trëi. i te 
1 cons tantes 
1 c3 
# 1 , 2 , 3 
fam 1 i, 2 j, 3 k 
10.0000 10.0000 10.0000 10.0000 10 .0000 10.0000 
10.0000 10.0000 20.0000 20.0000 20.0000 20.0000 
20.0000 20.0000 20.0000 20.0000 30.0000 30.0000 
30.0000 30.0000 30.0000 30.0000 30.0000 30.0000 
appendice tests constantes 16 
TRAITEMEl\lT DU FICHIEf;: 11 8: \CONSTANT\CST015. PAS" 
C = 20; 
*** erreur ( 3 ) du t ype nom de pa r agra ph e attendu*** 
C = 20; 
.···. 
TRAITEMENT DU FICHIER 11 8: \CON~,TANT\CST016. F'AE," 
est c = 20; 
*** erreur ( 3) du t y pe n o m de paragraphe attendu*** 
est c = 20; 
.-··. 
TF(AITEMENT DU FICHIER "B: \ CONSTANT\CST017. F'AS " 
est . c = 20; 
*** erreur ( 3) du type nom de paragraphe att endu *** 
est . c = 20; 
TRAITEMENT DU FICHIEf;: "B: \CDNSTANT\CE;T018. PA~;" 
fam c = 20; 
*** erreur (15) du type "(" ou"[" attendu*** 
fam c = 20; 
appendice tests constantes 17 
TRAITEMENT DU FICHIEF1 "B: \CONSTANT \ CST019. F'AS " 
som c = 20; 
**« erreur ( 3 ) d u t y pe nom de pa r ag r aphe attendu*** 
som c = 2 0 ; 
.. · .. 
TRAITEMENT DU FICHIER "B: \CONSTANT\CE:To:·o . PAS " 
equ c = 20; 
*** erreur (43 ) du type uminu ou umax u attendu*** 
equ c = 20; 
.. ·.. 
TRAITEMENT DU FICHIER "B: \CONSTANT\CST021.F'AS " 
est c = 1,2; 
*** erreur (11) du type enumeration trop l o ngue*** 
est c = 1 ,2; 
.,• .. 
TF:AI TEMENT DU FI CHIEF, "B: \CONSTAhlT \ CST022. F·AS" 
est c = 
*** erreur (27) du type t ype de valeur invalide*** 
est c =; 
.. •., 
appendice tests constantes 18 
TRAITEMENT DU FICHIER "B:\CONSTANT\CST023.F'AS" 
est e = 
~** erreur (16) du type " ; " attendu*** 
est e = 
···•, 
TRAITEMENT DU FICHIEF, "B : \CONEiTA NT\CSTû24. PAS" 
fam i = [1_3J; 
est e(i) = 1,2; 
pa.ragraphe " f amilles" traite 
1 familles 
1 i 
par inter-val le 
de 1 a 3 
*** erreur (2 9 ) du t y pe enumeration in s uffi s a n te*** 
fam i = [1_3J; 
est e(i) = 1,2; 
.. · .. 
TRAITEMENT DU FICHIER "B: \ CONSTANT \ CST025.F'AS " 
fam i = [1_3J; 
est c(i) = 1,2,3,4; 
~--------- - - - -
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paragt·aphe "familles" traite 
1 familles 
1 i 
par in tet'Vëd 1 e 
de 1 a 
*** erreur (11 ) du type enumeration trop Jonque*** 
fam i = [1_3J; 
est e(i) = 1,2,3,4; 
.. •.. 
TRAITEMENT DU FICHIEF-; "B: \ CONf:iTANT\CST026. PAS" 
est e() = l; 
*** erreur (20) du type nom de famille invalide*** 
est e () = 1; 
TF<AITEMENT DU FICHIER "B: \CONSTANT\CST027. PAS" 
est e(l) = 1,2,3; 
*** erreur (20) du type nom de famille invalide*** 
est e(l) = 1,2,3; 
,•··. 
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TRAITEMENT DU FICHIER "B: \COI\ISTANT\CST028. PAS" 
est c 25; 
*** erreur (23) du t y pe ll ( ll ou ll=ll attendu*** 
est c 25; 
.···. 
TRAITEMENT DU FICHIER "B:\CONSTANT\CST029.PAS" 
est e 25; 
*** erreur (23) du type ll(ll ou ll=ll attendu*** 
est c: 25; 
TFiAITEMENT DU FICHIER "B: \CDNSTANT\CST030. F'AS" 
fam i = [1_3J; 
est #i, e(i) = 1,2; 
paragraphe "fë:1.milles" traite 
1 fa.mil les 
1 i 
par intervalle 
de 1 a 3 
*** erreur (11) du type enumeration trop longue*** 
fë:1.m i = [1_3J; 
est #i, c(i) = 1,2; 
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TRAITEMENT DU F ICHIEF, "B: \ CONSTANT \ CST031. PAS " 
fam i = [1_3J ; 
est #i, c(i) = 
parë<.Q 1··aphe "f ami 11 es" traite 
1 famill es 
1 i 
pat· interv al l e 
de 1 a 3 
*** erreu r (27) du type t y pe de valeur inva l ide*** 
fam i = [1_3J; 
est #i, c(i) = 
.. · .. 
TRAITEMENT DU FICHIEF, "B : \CONSTANT\CST032 . F'AS" 
fam i = [ 1 _3 J; 
j = [ 1 _2 J; 
C:-t #i 
' 
C ( i ' j ) = 
pa r a g ,··aphe "fa.milles" tr· aite 
:· famille: 
1 i 
par inte r-val le 
de 1 a ":!" 
·-· 
2 j 
p a r i n ter· v a 1 1 e 
dE· 1 a 2 
*** erreur (27) du type t y pe de valeur invalide*** 
j = [ 1 _2 J; 




appendice tests constantes 
TRAITEMENT DU FICHIER "B:\CDNSTANT\CST033.F'AS" 
fam i = [ 1 _3 J; 
j = [ 1_2]; 
est #i 
' 
C ( i 
' 
j ) = 1, 2, 3; 
par a g t·· a ph e " fa m i 1 1 es " t t'a i te 
2 familles 
1 i 
pa1··· intet·va1 le 
de 1 a 
2 j 
par interva1 le 
..,,. 
._:, 
de 1 a 2 
*** erreur (11) du type enumeration trop Jonque*** 
j = [ l _ 2 J; 
est #i, c(i,j) = 1,2,3; 
,•· •, 
TRAITEMENT DU FICHIER "B: \ CON STANT \ CST 034 .. F'AS " 
fam i = [ 1 _3]; 
j = [ l _ 2 J; 
est # j' C ( i 
' 
j ) = 1 
' 
2; 
paragt·aphe " familles" traite 
2 familles 
1 i 
par inte1· val le 
de 1 a 3 
L: j 
par i n t e t' va 1 1 e 
de 1 a. 2 
*** erreur (29) du type enum eration insuffisante*** 
appendice tests constantes 
j : : [ 1 _2 J; 
TRAITEl'1El·H DU FICHIEF: "B: \CONSTA NT\CST035. PAS" 
fam j_ = [1_:::n; 
j = [ 1 _2 J; 
est #j, e< i ,j ) = 1,2,3 , 4; 
pa,-·a g r-aphe " familles" traite 
2 familles:, 
1 i 
pa ,· intet' val ie 
de 1 a 3 
2 j 
par i n te t' va 1 1 e 
de 1 a. 
*** erreur (11) du type enumeration trop J onqu e*** 
j = [ 1 _2 J; 
est #j, c ( i,j ) = 1,2,3,4; 
TRAITEMENT DU FI CHIEF, "B: \CONSTA~H \ CST036. PAS" 
f2<.m i = [l_3J; 
j = [ 1 _2 J; 
I"")"":! ' 
.,,:_._, 
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par·-a.g,-aphe "familles'' traite 
2 famill es 
1 i 
pat' intervalle 
de l a < ._, 
2 j 
par intet-·val le 
de i a "'.1 ..:... 
*** erreur (11) du t y pe e numeration tr op longue*** 
J = [ l _2 j; 
es t # j ,#i, e(i,j ) = 1,2,3,4,5,6 ,7; 
.. · .. 
TRAITEMENT DU FICHIER "B: \ CONSTANT \ CST037.F'AS" 
fam i = [1_3J; 
j = [ 1 _2 J; 
est #j,#i, c(i,j) =; 
pat' a g r i:I. ph e " fa. m i 1 l es " t ra i te 
2 fam illes 
1 i 
par interv alle 









*** erreur (27) du t y pe t yp e de valeur invalide*** 
j = [ 1 _2 J; 
est #j,#i, c(i,j) =; 
.. • .. 
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TRAITEMENT DU FICHIEli "B: \CONSTANT\CST038 . PAS " 
fa.m i = [ 1 3 J; 
-j = [ 1_2. J ; 
k = [ 1 4 J • 
- ' 
est #j '# i 
' 
C ( k) = 1 
' 
paragraphe "familles" trait e 
3 familles: 
1 i 
par intet·val le 
de 1 a -=~ ·-· 
2 j 
par intervalle 
de 1 a 2 
3 k 
par intervalle 
de 1 a 4 
*** erreur (26) du type declaration incoherente *** 
k = [ 1_4J; 
est #j,#i, c(k) = 1; 
TF,AITEMENT DU FICHIEF: "B: \C0NSTANT\UH039 . PAS" 
fa.m i = [ 1 3 J; 
-
j = [ 1 _2 J; 
k = [1_4J; 
est #j,#i,#k, c<i,j,k) = 1,2; 
ap pend ice tes ts c onstantes 2 6 
pcH' a ç_1 raphe "familles" t1·-aite 
3 f a mi lles 
1 i 
p a t' intervalle 
dE~ 1 a "':!' 
·-· 
2 j 
par intervc:1. l le 
de 1 a 2 
"':!' f·· 
~· 
par interv alle 
de 1 a 4 
*** er re u r ( 1 1) d u t ype e numeration tr op longue*** 
k = [1_4J; 
est #j,#i,# k , c <i,j,k ) = 1 ,2; 
.•'•. 
TF,A ITEMENT DU FICHIER "B: \CONSTANT \ CST040 . F'AS" 
fa m i = [ 1 _3 J; 
j = [ 1_2 ]; 
k = [ 1 _4 ] ; 
es t # j ,#i,#k, c (i ,j ,k) = 
parag r aphe "farni l le·::;" t rB. i te 
3 familles 
1 i 
p a t ' i r, te t ' va 1 1 e 
de 1 a 3 
,.., j ..::. 
p a t- i n t e t' v a 1 1 e 
de 1 a 2 
"':!' k 
·-·· 
par i n te t' v a 1 1 e 
d e 1 a 4 
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••• erreur (27) du type type de valeur invalide*** 
k = [.1_4J; 
est #j,#j. ,# k , c(i,j,k) = 
TF,A I TE MENT DU FI CHIEF, 11 B: \CONSTANT \ CST041. F'AS" 
fam j = [1_3J; 
j = [ l _2 J ; 
k = [1_4J; 
est #j,#i, c(i,j,k) = 1,2; 




de 1 a ' ·-· 
~. j ..::. 
par inte,-~ val le 
de 1 a ~. ..::. 
3 k 
p a 1··· i n ter~ va 1 1 e 
dE 1 a 4 
••• erreur (29) du type enumerati o n insuffisa n te••• 
k = [1_4J; 
est #.j,#i, c(i,j,kl = 1,2; 
..... 
TF,AITEME.NT DU FICHIEF, "B: \ CCINSTANT \ CST042. F'AS" 
· fam i = [ 1 _3 J; 
j = [ 1 _2 J; 
k = [1_4]; 
est #j,#i, c(i,j,k) = 1,2,3,4,5; 
appendice tes ts cons tantes 28 




de 1 ët < 
·-· 
.-, j ..::. 
P~•.t·· intervalle 
dE 1 a ~. ..::. 
..,. k ._:, 
pa t· intE•rvai le 
de 1 a 4 
*** erreur (11) du t y pe enumerati o n tr op longue*** 
k = [1_4J; 
est #j,#i, c<i,j,k) = 1,2,3,4 ,5; 
-··•. 
TRAITEMENT DU FICHIER "B:\CONSTANT\CST043.F'AS" 
fam i = [1_3 J ; 
j = [ 1 _2 J; 
k = [1_4J; 
est #j, c(i,j,k) = 1,2,3 , 4 ,5; 
p a ra g r·· a ph e " fa m i 1 l es " t r a i t e 
3 fam il les 
1 i 
pa1· intervalle 
de 1 ët. ..,. 
·-· 
2 j 
par i n te1··va l le 
de 1 a 
3 k 
p a t' i n ter va 1 1 e 
de 1 a 4 
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*** erreur (29) du type enumerat io n in suff i sante*** 
k = [1_4J; 
est #j, c<i,j,k) = 1,2,3,4'.,5; 
TF<A ITEMENT DU FICHIER "B: \CONSTANT\CST 0 44. F'AS" 
fam i = [1_3J; 
j = [ 1 _2 J; 
k = [1_4J; 
est #j, c(i,j,k) = 1,2,3,4,5,6,7,B ~9, 1 0 ,11,1::,13; 
paragraphe "familles" traite 
3 familles 
1 i 
par-· inter·val le 
de 1 a ë 
·-· 
--:, j ~ 
pa1·-· intervalle 
de 1 a 2 
3 k 
pa r intervalle 
de 1 a 4 
*** erreur (11) du type enumerati on trop l ongue *** 
k = [1_4J; 
est #j, c ( i,j,k) = 1,2,3,4,5,6,7,B,9,10,11,12,1 3; 
,,• .. 
TnAITEMEhlT DU FICHIER "B: \ CONS TANT\CST045.F'AS" 
fam i = [1_3J; 
est c[iJ = 1,2,3; 








f2<.m i = [1_3J; 
est c[iJ = 1,2,3; 
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TRA I TE11ENT DU FICHIER "B: \CONE:TANT \ CST046. PAS" 
fam i = [1_3J; 
est c(i = 1,2,3; 
pa r· a g ra ph e " f am i 1 1 es " t r i::1. i te 
1 familles 
1 i 
p a ,.. i n t e ~- v 2<. 1 1 e 
de 1 a. 3 
*** e r reu r (19) du type 
f2<.m i = [1_3J; 
est c(i = 1 , 2,3; 
.. •,. 
il I l 
.• ou 
il) I .' attendu -:ll'-:11·• * 
TRAITEMENT DU FICHIEF-: "B: \C0Nf::TANT \ CST0 47. PAS" 
fam i = [1_3J ; 
j = [ 1 _2]; 
est c(i.j) = 1,2,3,4,5,6:; 
paragraphe "familles" traite 
2 familles 
1 i 
par in tE·r·' va 11 e 
de 1 a "'.! 
·-· 
,.., j ..::. 
par inter,,,alle 
de 1 a 2 
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*** erreur (20) du type nom de famille invalide*** 
j = [ 1 _2] ; 
est e(i.j) = 1,2,3,4,5,6; 
TRAITEMEt'1T DU FICHIER "B~\CONSTANT\CST048.F'AS" 
fam i = [ 1 _3 J; 





e = 1 • 
' 
p ara g r·· a ph e " f am i 1 1 es " tt, a i te 
2 familles 
1 j_ 
par i n te 1· va 1 l e 
de 1 a 
par 
dE 




*** erreur (26) du t ype declaration incoherente *** 
j = [ l. _2 J; 
est #i, c = 1; 
.. · .. 
appendice tests constantes 
TF-:AITEMENT DU FICHIEf=:: "B: \ C0NSTANT\CST049. F'AS" 
fam i = [1 _3J; 
j = [ l _2 J; 
est # k, e(i,j) = 1 ,2 ,3,4,5,6 ; 
p a t-· a g t' a p h e " f ë1 m i 1 1 es " t ra i t E 
2 f amilles 
1 j 
p a t·' i n te t' va 1 l e 
de l a 3 
2 j 
par intervalle 
de 1 a 2 
*** erreur (20) du t y pe nom de famille invalide*** 
j = [ 1 _2 J; 
est # k , e (i,j) = 1,2,3,4,5,6; 
TRA I TEMEI\IT DU FI CHIEF: "B: \CONS TANT \ CSTO::,O . PAS " 
fam i - [1_3J; 
j = [ 1 _ '2 J; 
k = [1_4J; 
est #k, e ( i,j) = 1,2,3,4,S,6 ; 
pat·agraphe "familles" tra.i te 
3 fa.mi 11 e s 
1 i 
pal ' intervalle 
de l a ' ._, 
2 j 
par intervalle 
de 1 a -. ..::. 
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3 k 
pa,-. :i.nterval le 
de 1 a 4 
*** erreur <26! du t ype declaration incoherente •** 
k = [l_4J; 
est #k, c(i,j ) = 1,2,3,4,S,6; 
TFi{-\ I TEMENT DU FI CHIEF< "B: \ CDNST ANT \ CSTO::, l • F'AS" 
f arn i = [ 1 _3 J; 
est #i, c(i) = 1 ; 
c(4) = O; 
para.g,- aphe "familles" traite 
1 familles 
1 i 
pat' i n ter va 1 1 e 
de 1 a ' ._, 
•** erreur- (.39) 
bornes*** 
du t yp e 
est #i, c(i) = 1; 
c(4) = O; 
.. • .. 
(' a 1 e u r n o n comp,~i:..::e d,;;n::; 
TRA ITEMENT DU FICHIEF; "B: \CON~,TANT\CST052. F'A f., " 
farn ville= (bruxelles 1 namur); 
c s t # v i 11 e, c ( v i 11 e) = 1 ; 
c ( w a -...1 t' e ) = 0 ; 
1 e _-::: 
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par· agraphe "famil1es " tr·aite 
1 fam i lles 
i- ville 
pa1··· enumerat ion 
b ru ;-: e 1 l e !:- n am u. r· 
*** e rr eur 
1 ' er, umera t i or, 
(4 1) 
***· 
du t ype 
est # \,1 ille , c ( v ille ) = 1; 
c(wav re) = O; 
,···. 
r, o m r,or, exi:...=:tant 
TFiA I TEMENT DU FICHIER "El: \ CONS T At-.lT \ CE;T 0 57,. PAS" 
fam i = [1_3J; 
j = [ 1 _2 J; 
est #i, #j, c(i,j) = 1; 
c (2,3) = 0; 
pa.ra9raphe "familles" traite 
2 familles 
1 i 
par·· i ntervalle 
de 1 a ..,.. 
·-· 
2 j 
par in ter·va.11 e 
de 1 a 2 
**~' erreur (.39) 
t ,or r, e :...=: -:Il'** 
du t y pe 
es t # i , # j , c <i,j ) = 1; 
c (2, 3) = O; 
.. ·.. 
~
1 aleur r, or, 
----------------------- - - -
,::ompri :...=:e le:...=: 
appendice tests constantes 
TRAITEMENT DU FI CHIEF, "B: \CONSTANT\CST054. F·AS" 
fam i = [1_3J; 
ville= (bruxelles , namu r); 
CS t # i , # ·v' i 11. e, C ( i '.' V i 1 i e) = 1 ; 
c (2 , wë<.\,-rse) = O; 
p ara ç, ~--a ph e " fa m i 1 1 es " t ra i te 
2 familles 
1 i 
p a t' i n ter va l 1 e 
de 1 a 3 
2 ville 
pat' er,um et··a t ion 
bru ►: el les namur 
erreur (41) 
J ' er,umeratior, *** 
du type nom r,or, 
est #i, # v ille, c(i,ville) = 1; 
c (2, w 21.vre) = O; 
e .~· i :...=: t a r, t 
TRA 1 TEMENT DU F 1 CH r EF, "B: \CONSTANT\ csT055. F·As" 
fam i = [1_3J; 
j = [ 1 _2]; 
k = [1_4J; 
vil le= (bru xelles,namu r); 
est #i , #j , #k, c(i,j,k) = 1; 
# i , #j, c(i,j,5) = O; 
p a t· a g r a ph e " f am i 1 l es " t t'a i te 
4 familles 
1 i 
pat' i n t e t' va 1 1 e 
de 1 a ":!' 
·-· 
~, j ..::. 
p21r intet'val le 
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3 k 
par intet'val le 
de 1 a 4 
4 ville 
pat- enume r a. t ion 
b ru >:e 11 es namur 
* :lf:11' e r reur (.3'9 > 
b o rne:..=: **··.loi 
du t :,ipe va l eu r rior, 
est # i' 
# i? 
#k, c(i,j,k ) = 1; 
c <i ,j,5) = O; 
c o mpri:..=:e 
TRAITEMENT DU FICHIEF, "B: \ CONSTANT \ CST056. PAS" 
fam i = [1_3J; 
j = [ 1 _2 J; 
k = [1_4J; 
ville= (bruxelles , namur > ; 
est #i, 
#i, 
#ville, #k, c ( i,ville,k) = 1; 
#k, c ( i, wavre, k) = 0; . 
pa r aç1raphe "familles" traite 
4 familles 
1 i 
pa t' 1nt e 1-va. l le 
de 1 a. ~. 
2 j 
pa r in te t 'V a 11 e 
de 1 ëi ~. ..::. 
3 k 
par intervalle 
de 1 a 4 
4 v i l le 
pa r enume ~'ation 
bru :-: el les na mu r-· 
ôar, :..=: le s 
appen dic e tests constantes 
erreur (41) du t ype r,om r, (.i r, 
l ' enumeration *** 
est #i' 
#i, 
# vi lle, #k, c(i?ville,k ) = 1; 
#k, c(i,wa.v re=.•,k) = O; 
,•··. 
e xi :::tar,t 
TF, AITEMENT DU FICHIEF, "B : \ CONST ANT \ Cf.-îT057. F'AS" 
fam i = [1_3J; 
j = [ 1 _2 J; 
k = [1_4J; 
ville= (bru xelles,namur); 
est #i, #j , 
#i, # j , 
# k, 
# k , 
c(i,j,k) = 1; 
c<i,j,4) = O; 




de 1 a 
2 j 
par' i n t e r"..,· a l 1 e 
cle 1 a 
3 k 









*** e rr eur (26) du t ype de cl a ration incoherente *** 
est #i, #j ' # k,i C ( i ' j ' k) = 1; 
#i' # j' #k, C ( i ' j' 4 ) = O; 
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TF<A I TE MENT DU FI CHIEF, "B: \ CONSTANT\CST05Ec. F·AS." 
f a.m i = [ 1 _3 J; 
j = [ :l _2 J; 
k = [1_4J; 
ville= (bruxelles,namu r) ; 
est #i, # j, c(i,j) = 1; 
# i 1 # j, c (2,j) - O; 
pëH' agraphe "fa.milles" traite 
4 fë1.mi. l J es 
1 i 
pa r intervalle 




de 1 a 
3 k 
p ëH' in te rv a 1 1 e 
de 1 a 4 
4 vi lle 
par enumeration 
bt'u :-:el les namur 





C ( i 
' 
j ) = 1 ; 
#i # j C , ,..., j ., = O; 
' ' 
\..::.' 
.. · .. 
TRAITEMENT DU FICHIEF, "B: \CONf.:;TAf\lT\CST05S; . PAS" 
fam i - · [ 1 _3]; 
j = [ 1 _2 J; 
est #i 
' 
C ( i ) = 1 
' #i 
' 
C ( i ) = 0,2; 
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paragraphe "familles" trël.ite 
2 familles 
1 i 
pat· in te r·v a. l le 
de 1 a. 3 
,., j 
..:.. 
pr.1.r i n t e t' v a 1 l e 
de 1 a ,., _.;_ 
*** erreur (11 ) du t y pe enumeration trop longue*** 
est #i 
' 
C ( i ) = 1 ; 




TRAITE MENT DU FICHIER "Et: \CCJNSTANT \ CST060. F·As" 
f,;i.m i = [1_3J; 
j = [1_2]; 
est #i, c(i) = 1; 
c(2) = 0,2; 





i n t e r·· va 1 1 e 
1 a 
2 j 
par inte1· val le 
ë 
·-· 
de 1 a 2 
*** erreur (11) du type enumerati o n trop longue*** 
cs;t #i, c(j) = 1; 
c(2) = 0,2; 
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TRAITEMEI\IT DU FICHIER "B: \C0NSTANT\CST061. F'AS"-·1 
fam i = [ 1 _3 J; 
j = [ 1 _2 J; 
est # i' #j, C ( i ' j ) = 1 • 
' #i 
' 
C ( i ' j ) = O; 
p a t'a g ra ph e " fa m i 1 1 es " t ra i te 
2 familles 
1 i 
par in te t'Y al 1 e 
de 1 a 3 
2 j 
par intet'val le 
de 1 a 2 
••• erreur (29) du type enumeration insuffisante*** 
est: #i, #j, c(i,j) - 1; 
#i, c(i,j) = O; 
TRAITEMENT DU F I CHIER "B:\C0NSTANT\CST062.F'AS" 
fam i = [1_3J; 
j = [ 1 _2 J; 
est #i, c(i) = 1; 
c:(i) = 2,3, 4 ,5; 
pa.ra91··21.phe "familles" traite 
2 familles 
1 i 
pat' interva. l le 
de 1 a :?, 
2 j 
par intervalle 
de 1 a 2 
------------- ---------------
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*** erreur (11) du t y pe e n umeration tr o p l o ng u e*** 
est #i, _c(i) = 1; 
c ( i ) = 2,3,4 , 5; 
TRAITEMENT DU FICHIEF;: " B ~ \CONSTAtH \ CST063. F'AS" 
fam i = [1_3J ; 
j = [ :l _2 J; 
est # 1 , c ( i) = l; 
c ( i) = 2,3; 
pa,-·agra.phe "familles" traite 
2 f ,3.m i 1 1 es 
1 i 
par inte1·0 val le 
de 1 a 3 
2 j 
par intervë1.l le 
de 1 a 2 
*** erreur (29) du t y pe e n umerati o n insuffisa n te*** 
est #i, c(i) = 1; 
c(i) = 2,3; 
.·•·. 
TRAITEMENT DU FI CHIEF; "B ~ \ Cm-JST ANT \ CST Ot.4. F' AS " 
fam i = [ 1 _3]; 
j = [ 1 _2 J; 
est #i 
' 
# _j' C ( i 
' 
,i ) = (). 
·- ' 
#i, C ( i ' j ) = 1 ; 
app endice tests constantes 4 2 
parag,· ap he "familles" traite 
2 familles 
1 i 
pat· in tet··va. l le 
de 1 ëi. ' ·-· 
,.., j ..::. 
p ar inte rvalle 
de l a 2 
*** erreur <29) du t y pe en umer at ion insuffisante*** 
e s t # i' 
# i' 
# j, c (i ,j) = O; 
c <i,j) = 1; 
TRAITEMENT DU FI CHIEF,: "B : \ CONSTANT \ CST 06~, . F'AS " 
fam i = [1_3J; 
j = [ 1 _2 J; 
est #i, 
# i, 
# j , C ( i , j ) = (> ; 
c<i,j) = 1,2,3; 
p a t· a. g t· a ph e II f am i 1 1 es II t: r e i te 
2 f am illes 
1 i 
p a r i n te ,. v a. 1 l e 






*** erreur (11) du t y pe enume ration tr o p Jonque *** 
est #i, 
# i, 
# j , C ( i ., j ) = () ; 
c(i,j) = 1,2, 3; 
.. •,, 
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TF,AITEMENT DU FICHIEF, "B: \ CON!::;TA NT \ C: S T066. F'AS" 
f am i = [ 1 _3 J ; 
j == [ 1 _2 J ; 
est #i, c ( i) == O; 
#i, c <i,j) == 1,2, 
pa1-·aç11·-·aphe "fa.milles" traite 
2 famU les 
1 i 
pa r in tet- v a i le 
de 1 a ë 
·-· 
--:, j ..;_ 
par in te1·'v a l le 
de 1 a. ~. ..::. 
*** erreur (2 6 ) du type declaration incoherente *** 
est #i, c(i) == O; 
#i, c(i,j) = 1,2; 
.. ·.. 
TRA I TEMErH DU FI CHIEF'. 11 B: \ CON S TANT\ CS T06 7. F'AS" 
fëi.m i = [1_3J; 
j = [ 1 _ 2 J; 
c s=.t #i, #j, c(i,j) == O; 
#i, # j , c ( j,i) = 1; 
pat- a g ra ph e II fa m i 1 1 es " t ra i te 
2 f c:,m i 11 es 
1 i 
par i ntervalle 
de 1 a ~-
·-·' 
2 j 
pa.r in tet'Ya 11 e 
de 1 a 2 
1 
.I 
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*** erreur (26) du type de c la r a t i o n incoher en te *** 
est #i, #j, 
#i, # j , 
c ( i,j) = O; 
c(j,i) = 1; 
TRAITEMBH DU FICHIER "B: \COI\IS TANT \ CST 0 68. PAS " 
f am i = [ 1 _3 J; 
e s t C = 
# i ' 
O; 
C ( i ) = 1; 
pat'a.g raphe "familles" tr-aite 
1 fam i lles 
1 i 
p a t- i n te t' va 1 1 e 
de 1 a ..,.. 
·-· 
*** erreur (26 ) du t y pe decla r ati o n in c ohe r e n te *** 
es t c = O; 
# i , c(i ) = 1; 
.•··, 
TF:A ITEMENT DU FICHIER "B: \ CONS TANT\ CS T 0 69. F'A~; " 
f ël.m i = [ 1 _3 J; 
c ~t #i c ( i) = 1; 
pa r ag ,- a.phe "fa.mi 11 e s " traite 




in te r·' v al 1 e 
1 a ..,.. ._, 
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*** erreur (22) du type 
farn i = [1_3J; 
est #i c ( i) = 1; 
.. ·.. 
Il Il 
.• attendu **,_-. 
TRAITEMENT DU FICHIEJ;: "B: \ CONSTANT \CST070. PAS" 
fa.m i = [ 1 _3 J; 
j = [ 1 _2 J; 
k = [1_4]; 
est #i, #j, #k, c(i,j,k) = O; 
#i, c(i,j,2) = 1,2; 
· fin 




de 1 a < ._, 
2 j 
par interva.1 le 
de 1 a 2 
3 k 
par- in te ,--va 11 e 
de 1 a 4 
paragraphe "constantes" traite 
1 constantes 
1 C 
# : 1 i, 2 j, 3 k 
f am : 1 i , 2 j , 3 k 
0.0000 1.0000 0.0000 
0.0000 0.0000 0.0000 
0.0000 2.0000 0.0000 
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TF,AITEMENT DU FICHIEF, "B: \ CONSTANT \ CST071. F'AS" 
fam i = [ 1 _3 J; 
j = [ 1 _2]; 
k = [ 1 4]. 
- ' 
est #i, #j, #k, c(i?j,k) = O; 
#i, c(i,2,k) = 1,2,3 , 4; 
fin 




de 1 a 3 
2 j 
par intet·val le 
de- 1 a '"":• ..c. 
3 k 
pa1·' intervalle 
de 1 a 4 
p a t-· ëi. g t' a ph e " cons tan tes " t ra i te 
1 constantes 
1 C 
# 1 i, 2 j, 3 k 
f am 1 i, 2 j, 3 k 




4.0000 0.0000 0.0000 0. 0000 0 .0000 
2.0000 3.0000 4.0000 0.0000 0.0000 
0.0000 1.0000 2.00 00 3.0000 4.0000 
TRAITEMENT DU FICHIER "B:\CONSTANT\CST0 72.F'AS" 
farn i = [ 1 _3 J; 
j = [ 1 _2 J; 
k = [1_4]; 
est #i, #j, #k, c<i,j,k) = O; 
#j, c(2,j,k) = 1,2,3,4; 
fin 
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pa.ragraphe "familles" traite 
3 familles 
1 i 
par in te1·'va 1 1 e 
de 1 2t. 
' ·-·' 
2 j 
pa.r inte rva lle 
de 1 a ., ..:.. 
..,. k ~-· 
par intervalle 
de 1 a 4 
parag t' ë:o.phe "constantes" traite 
1 constantes 
1 C 
# 1 i ' 2 j ' 3 k 
fam 1 i 
' 
2 j ' 3 k 
o. 0000 o. 0000 0.0000 0.0000 0.0000 0.0000 
0.0000 0.0000 1. 0000 2.0000 3.0000 4.0000 
1 .0000 2. 0000 
' 
._1. 0000 4. 0000 0.0000 0.0000 
o. 0000 0.0000 0.0000 0.0000 0.0000 0.0000 
TR AITEMENT DU FICHIER "B~ \ CONSTANT\UH073. F'AS" 
fam i = [ 1 _3 J; 
j = [ 1 2] ; 
-
k = [ 1 4] 'I 
-
est #i, #j, #k, c(i,j,k) = O; 
#j, c (i ,j, 2) = 1,2,3; 
fin 
pat··a.graphe "familles" traite 
:?, fa.mil le!::', 
1 i 
pa.r intervalle 








par intet'va l le 
de 1 a 4 
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o. 0000 o. 0000 
o .. (H) O O 2 . 0000 
o .. 000 0 o. 0000 
o. 000 0 
' 0000 ._,. 
o. 0 00(, 1 . 0000 
o. 0000 o. 0000 
o. 0000 .,. 0000 ... ) . 
o. 0000 o. 0000 
TRAITEMENT DU FICHIER "B: \CONSTANT\CST074 .. F'AS" 
fam i = [ l_3J; 
j = [ 1_2]; 
k = [ 1 4 ] · 
- ' 
est #i, # j, # k, c(i,j,k) = O; 
#k, c<2,j,k) = 1,2; 
fin 
pa.ragraphe " familles" traite 
3 familles 
1 i 
pa~·- intE•rval le 




de 1 a --:, ..:... 
. .::, k 
pat· i n te t' va 1 1 e 
de 1 a 4 
pat·ag t··aphe II cons t a.n tes II t t· ai te 
1 constantes 
1 C 
# 1 i, 2 j, 3 k 
fam 1 i, 2 j, 
0.0000 0.0000 0.0000 
0.0000 0 . 0000 1 .0000 
2.0000 2.0000 2.0000 












0 . 0000 
0 . 0000 
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TRAITEMENT DU FICHIER "B: \CON::i TANT \ CST075. PAS" 
fam i = [ 1 3] 
-
' j = [ 1 _2] ; 
k = [ 1 4] ; 
-
est # i, #j, #k, c(i,j?k) = O; 
#k, c (i ,2,k ) = 1,2,3; 
fin 
paragraphe "fam i lles" traite 
3 fam i l les 
1 l 
par intE•t· val ie 
d e 1 a 3 
2 j 
par· intervalle 
de 1 a 2 
3 k 
par intervalle 
de 1 a 4 
pa.r· ag raphe "cons t ël.n tes" t t·'ël. i te 
1 constantes 
1 i , 2 j' 
1 C 
# 
fam 1 i, 2 j, 
0.0000 0.0000 0.0000 
1.0000 1.0000 0.0000 
2.0000 2.0000 2.0000 












0 .. 0000 
0.0000 
3. 0 000 
TFiAITEMENT DU FICHIEF! "B: \ CONSTANT\CST076 . F'{~S" 
fam i = (namur,bxl,wavre); 
j = ( b :d , 1 i eg e) ; 
k - (meuse,sambre,escaut,semois); 
est #i , #j, #k, c(i,j,k) -· 0; 
# i, # j, #k , c (i,j,k) = 1; 
fin 
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paragraphe "fami 1 lec:::." b -a i te 
3 fam ill e s 
1 i 
par enume1-a.tior-i 
ri amu r b :-: l wa. v ~-e 
2 j 
p c,; t' en umE· 1·-a t i eir1 
b :-: l 1 i ege 
3 k 
pa r enumerati on : 
meuse sambre e sca~t semois 
paragraphe "constantes" t raite 
1 con stan tes 
1 C 
# 1 i, 2 j, 3 k 
f am 1 i, 2 j, 3 k 
1.0000 1.0000 1.0000 
1.0000 1.0000 1.0000 
1.0000 1.0000 1.0000 













T RAI TEMENT DU FICHIER "B: \CONf,TANT\CST077. F'AS" 
fam i = (namur,bxl,wavre); 
j = ( b :-: 1 , l i eg e ) ; 
k = ( meuse, sambre,escaut,semoi s ) ; 
est #i , #j, #k, c1(i, j,k) = O; 
# i , # j, c 1 ( i I j , samb t' e ) = 1 ; 
#i, #j, c2(i,j) = O; 
c2(i,liegE·) = 1,2,3; 
#i, c3(i) = O; 
#i, c3(i) = 1; 
c3 ( b ;d) = 2; 
fin 
p a.t'a ç1 1--a p h e " fa m i l 1 es " t t'a i te 
3 familles. 
1 i 
pat' en urne ration 
namur b;-: 1 wavre 
2 j 
par enumeration 
b :d 1 iege 
ap p e ndic e tests c o ns tantes 5 1 
::. k 
p ar enumerat ion 
meuse sambre e s c a ut semo is 
pa t' a g raphe 11 cons; tan t e s " trai t e 
3 constantes 
1 C 1 
# 1 i , :· j '·' ?, k 




i , 2 j , 3 k 
1 . 0 000 0.0000 
0 . 0000 0. 0000 
1 .0000 0.0000 
0.0000 0.0000 0 . 0000 
# 1 i , :: j, 
fa m 1 i , 2 j , 
0 . 0000 1. 0000 
# 1 i , 2 ' 
fam 1 i , 2, 










0 . 0000 








1 . 0000 0.0000 0 . 0000 
2 . 0000 0 . 0000 :: . . 0000 
--=;1 
T RA I TEME NT DU FI CH IEF, " B: \C0NSTANT \CST078. F' AS" i 
fam i = (namur,b x l,wavre> ; 
j = ( b :-: 1 , l i e 9 e ) ; 
k = ( meuse , s ambre,esc a u t, semo i sl ; 
e s t # :i,1 #j , # k, c l( i ,j , k) = O; 
# i, # k , cl ( i ,l i E•i:;ie,k) = 1; 
# i , #j, c 2(i 5 j ) = O ; 
c 2 ( b >: 1 , j ) = 1 , 2 ; 
fi n 
pa.ragra p h e "fa.mi lle ;;;" t r a it e 
3 f ami lles 
1 i 
pa.r en u me r a t ion 
n am u t' b :-: 1 wa.vr e 
2 j 
pat· en urne ration 
b :-: 1 1 i eg e 
3 k 
pa r enume r ation: 
meuse sambre escau t sema i s 
appendice tests constantes 










1 i , 




1 .. 0000 







1 • 000(; 
# 1 i, 2 j., 3 













0.0000 0.0000 1.0000 2.0000 0.0000 0.0000 
TRAITEMENT DU FICHIEFi "B: \ CONSTANT \ CST079. F'AS" 
fam i = (namur,b x l,wav re); 
j = ( b :d , 1 i e g e) ; 
k = (meuse,sambre,escaut,semois); 
fin 
#i, #j, #k , cl(i,j,k ) 
#j, #k , c1(b :-: J,j,k) = 
#i, #j, c'.2: (i,j) = O; 
c 2 ( b :-: 1 , 1 i e g e ) = 1 ; 
3 fam il les 
1 i 
pa r en urne rat i or1 
na mut·· b :-: 1 w av t' e 
2 j 
pa r enurner· ation 
b :d 1 i ege 
3 k 
pa r enume1·· a.tion 




appendice tests constantes 53 
para,:;;iraphe "constantes" traite 
2 constantes 
1 c1 
# 1 i, 2 j, 3 k 
f am 1 i, 2 j, 3 k 
0.0000 0.0000 0.0000 
0. 0000 0.0000 1.0000 
0.0000 
1. 0000 




1.0000 1.0000 1. 0000 1. 0000 0 .0000 0.0000 
0.0000 0 . 0000 0.0000 0 .000 0 0 . 0000 0 .0000 
2 c2 
# 1 i, 2 j? 3 
farn 1 j_ , :· j, 3 
0. 0000 0.0000 0.0000 1.0000 0.0000 0.0000 
TRAITEMENT DU FICHIER "B: \ CONSTANT \ CST OBO .. F'AS " 
fam i = (namur,b x l,wav r e ) ; 
j = (b;d, Uege ) ; 
k = (meuse,sarnb1·e,esca.ut , semois ) ; 
est # i, #j, #k, c(i,j, k) = O; 
#j, #k, c(i,j,k ) = 1,2,3; 
fin 
p2<.ragraphe "familles" traite 
3 familles 
1 i 
pa r enumeration 
namu r· b :-: 1 wa v r· e 
2 j 
p a r· enumera t ion 
b ;: 1 1 i e•ge 
3 k 
pa.r enumerat ion 
meuse sarnbre escaut semo is 









1 i , 2 j' 3 k 
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TRAITEMENT DU FICHIER "B: \CONSTANT\CST081 .F'AS" 
fa m i = ( narn ur ,b x l,wavre l ; 
j = ( b :d , 1 i eg e) ; 
k = (rneuse,sambre,escaut,semois); 
est #i, # j, # k, c ( i,j, k) = O; 
# i, # k , c(i,j, 1-.: ) = 1, 2; 
f in 




na mur b :-: 1 wavt' e 
2 j 
pa r en urne ra. t ion 
b:-: 1 1 iege 
3 k 
pa r en u me ra tion 
meu s e sambre escaut sern o is 








1. 000 0 
1 i, 2 j, 3 k 
1 i, 2 j, 3 k 
1. 0000 1.0000 
2. 0000 1.0000 
2. 0000 2.0000 
1.0000 2.0000 
1. 0 000 
1. 0000 
2 . 0000 
2 . (l(H)() 
2. ( H)O(J 
1.0000 
1. () (100 
2.0000 
2 . 0000 
1. 0000 
1.0000 
2 . 0000 
a pp e ndice t e sts constantes 
T RA JTEl'1ENT DU F ICHIEF1 "B: \ CONSTANT \ CS T 082. F' AS" 
f am i = ( n a mur, b x l , wa v r e ) ; 
j = (b:-: 1 ,l iege ) ; 
~ = ( me us e ,sambre,es c aut, s emo is ) ; 
est #i, 
# i '! 
# i, 
# j , 
# j ' 
# j ' 
#k, c1 ( i, j ,k ) = O; 
c1 ( i,j, k ) = 1, 2 , 3 , 4 ; 
c 2( i,j) = O; 
# i ' # j ' c 2 < i , j ) = 1 ; 
fin 
p a.r agrap h e "familles" tr&.i te 
3 fam i lles 
1 i 
pat' enumet' a t ion 
namur b :-: 1 wavre 
2 j 
pa t· en urn e t' a t ion 
b :-: 1 1 i eg e 
3 k 
pat· en u mer·-at i on 
meuse sambre esc au t semo i s 
parag r aphe "cons t a n tes" t r ai t e 
2 c onstan t e s 
1 c l 
# 1 i 2 j ' k 
' ' 
·-· 
f am 1 i ,.., j 3 k 
' 
..::. 
' 1 0000 2 . 000 0 ' 0000 4 . 0 000 . ·-· . 
3 . 0000 4 . 0000 1 0000 ,-, 0000 . ..::.. . 
1 0 0 00 ,.., 0000 ' 0000 4. 0 0 00 . ..:: . ·-· . 
3. 0000 4 . 0000 1 . 0 0 1)0 2 .. 0 0 0 0 
2 c2 










1 . 0 000 1 . 0000 1 . 0000 1 . 0 0 0 0 
1 . 0 000 
' 
0000 ._, .. 
1 . 0 000 
' 
0 0 0 0 ._, " 
1 . 0 000 
2. 0000 
4. 0000 
2. 0 0 0 0 
4. 0 0 00 
1 . 0000 
appendice tests constantes 56 
TRAITEMENT DU FI CHIEF: "B : \ CONSTAl'H\CSTOE;:-:: .• F·AS" 
fam i = (namur,b ~ l,wa v re); 
j = (b :,d, 11ege.1; 
k = (meuse,sambre,escaut,semo i s) ; 
est #i , # j, # k, c (i ., j, k) = O ; 
# i , c ( i , 1 j f?.ÇIE", sa.mb1·-e) = 1; 
fin 
p a 1·· a ç1 r a.ph e II fa m 1 1 1 e s " t r·· a i te 
3 famille s 
1 i 
par en u mer·a t ion 
n ë:HT)U t ' b >: 1 wa VT E 
2 j 
pa 1·- enumet·ation 
b ;d 1 iege 
3 k 
par enumeration 
meuse sambre escaut semois 
paxagraphe "constantes" traite 
























o. 0000 o. 0000 
o. 000 0 o. 0000 
û . 0000 o. 0000 





1 . 0000 
û. 000 0 
o. 0000 
o. 0000 
TF:AI TEMENT DU FICHIER "B~ \CONSTANT\CST084. F0 AS 11 
fam i = ( namur ,b x l,wavre>; 
j = (b :d ,liege >; 
k = ( meuse,sambre,escaut,semois); 
est #i, #j, #k, c<i,j,k ) = O; 
#i, c(i,lieç1E,k ) = 1,2 ,3, 4; 
fin 
------------------------
appendice tests c ons tantes 57 




namu ~-- b ;< 1 wa ·v t' e 
:: j 
par· er,ume,··a.tion 
b :-:1 l ieç,e 
3 k 
pa ,., en umer'a t ion 
meuse sarnbre escaut semois 
para.graphe "constante·;;" traite 
1 constantes 
1 C 
# 1 i, 2 j, 3 k 
farn 1 i, 2 j, 3 k 
0.0000 0.0000 0.0000 0.0000 
3.0000 4.0000 0.0000 0 . 0000 
1.0000 2.0000 3.0000 4. 0000 
0.0000 0.0000 1.0000 2.0000 
1.0000 2.0000 
0.0000 0 .0000 
0.0000 0.0000 
::, . 0000 4 . 0000 
TFiA I TEt1DH DU FI CHIEF "B: \ COt\JSTANT \ CST08:;; . F'AS" 
fam i = (namu r,b x l,wav re ); 
j = ( b ;d , 1 i eg e ) ; 
k = ( meuse ,sambre,escaut,semo i s ) ; 
est #i, #.j, #k, cl(i,,j,k) = O; 
# i , cl ( i , j ? samb rE· ) = 1 . , 2; 
#i, #j, c:2 ( i,.j) = O; 
#i, c2<i,lie!~1 e ) = 1; 
fin 
pa r agr-a.phe "famille<:. " t r aitE 
3 fa.mil lEi S 
1 i 
p ë,t' en ume1·- a t ion 
namur b :-: 1 wav1·'e 
2 j 
pa1·' enume r ation 
b :d 1 iege 
appendice tests constantes 58 
3 k 
pa,-. enumer"at ion 
meuse sambre escaut semois 
paragraphe "constan tes" traite 
l c 1 
# 
fain 
:[ l ' 
1 i , 
~, . 




0.0000 1.0000 0.0000 0.0000 0.0000 2.0000 
0.0000 0.0000 0.00 00 1.0000 0.0000 0.00 00 
0.0000 2.0000 0.0000 0.0000 0.0000 1.0000 









0.0000 1.0000 0 . 0000 1. 0000 0.0000 1.0000 
TF,A ITEM[l'H DU FICHIEi;: "B: \C0NSTANT \CST08b. F'AS" 
fam i = (namur,bxl,wavre); 
j = ( b .,d , 1 i e ,;_1 e) ; 
k = (meuse,sambre,escaut,semois); 
est # i , #..î, # k, c(i,j,k) = O; 
#j, c(i,j~k) = 1,2,3,4,5,6,7,8,9,10,11,l2; 
fin 




namu,--. b :-: 1 vJ aV~'e 
2 j 
par enumera.tion 
t , >: l 1 i e g e· 
3 k 
pa.r en urne ra. t ion 
meuse sambre escaut sernois 
appendice tests constantes 59 








l 1 .. ()():)0 
l i , 







3 .. 0000 4. 0000 1. 0000 
5.0000 6.0000 7.000 0 
7.0000 8.0000 9.0000 





TFiA I TEME:NT DU FI CHIEF.: "B: \ c□r'1STANT \ uno::n. F·?'.i<:.::i 1 ' 
fam i = (namur,bxl,wavre); 
j = (b :d,liege); 
k = (meuse,sambre,escaut,semoisl; 
est #i, #j, #k, c (i,j,k) = O; 
# j , c ( b :-: 1 , j , s, am b t' e ) = 1 ; 
fin 
pa1·' ag r21phe "f ë<.m i 11 es" traite 
3 farni lles 
1 i 
p ëtx· en urne t'B. t ion 
na mur b :< 1 Wëi.v re 
'.? j 
p ët. t· en u.me t··a t i or1 
b :-: 1 1 i ege 
·-· k 
pat' enumera t ion 
meuse sambre escaut semais 









1 i, 2 j , 























appen d ice tes t s con s tantes 6 0 
TF-:A I TEl"IENT DU FI CHIEF: 11 B: \C DNt:;T ANT \ CST 0 8 8. F'AS" 
farn ~ = (namur , b x l,wavre ) ; 
j = ( b :d ? l i eg e ) ; 
k = (rneuse,sambr e ,escau t,sem□ i s) ; 
c-::.t #i? #j, #k, c(i,j , k) = O ; 
# j , c ( i , j , samb t··e ) = l , 2, 3; 
fin 




namur b :-:1 wa-...l re 
2 j 
pa1··· enumet· ation 
b :-: 1 1 i ege 
3 k 
p a,.-. enumet·a t ion 
me u se sambre escaut semois 
p a t' ë:t g t' a ph E· " cons tan t es II t ra i te 
1 con s tante::=. 
l C 
# 1 i ? 
,.., . 
..::. J ' 
fam 1 i , 2 j, 
0 . 00 0 0 1.00 00 
0. 0()00 0 . 000 0 
0. 0000 2.00 00 










3 .. () (i(){) 
0 . 0 0:) 0 
0.0000 
0 .0000 
0 . 0 000 
1 • 0000 
0. OOi/!.) 
3 .. ( )()\) ( , 
0 . 0000 
TFiA ITEMEI-IT DU FICHIER "B: \ CON E; TANT \ CS T OE<9 . PAS" 
fam i = (namur,b x l,wa v re ) ; 
j = ( b :d , 1 i eg e) ; 
k = (meuse,sambre,escau t,semo is ) ; 
est #i, #j, #k, c1(i,j,k) = <); 
#j, cl(b;d,j,k) = 1,2,3,4; 
#i, #j? c2<i,j) = O; 
#j, c2(b;d,j) = 1; 
fin 
appendice tests constantes 61 
paragraphe "familles" traite 
3 familles 
1 i 
pat' enumera t ion 
namur b ;< 1 wavre 
2 j 
par enumet' a t ion 
b;< l 1 iE·ge 
3 k 
pa r enumer-ation 
meuse sambre escaut semois 

















1 i , 
2 j, 3 k 
,.... j < k ..::. 
' 
·-· 
0000 o. 0000 
0000 1 . 0000 
0000 < ._, . 0000 
0000 o. 0000 
2 j' 3 
fam 1 < 
·-· 
i, 2 j, 
0.0000 1.0000 0.0000 
o. 0000 




o. 0000 o. 0000 
3. 0000 4. 0000 
o. 0000 o. 0000 
o. 0000 o. 0000 
0.0000 0.0000 
TRAITEMENT DU FICHIER "B: \ CONSTANT\CST090. F'{.:iS" 
fam i = (namur,bxl,wavre); 
j = ( b :: 1 , 1 i e 9 e ) ; 
k = (meuse,sambre ~esc a ut ,semo1s>; 
est #i, #j, #k, c(i,j,k) = O; 
#k , c(i,j,k) = 1,2,3,4,5,6; 
fin 




namur b ;: 1 wavre 
appendice tests constantes 62 
2 j 
par enumeration 
b:-: 1 1 iege 
3 k 
pa r enumet'at ion 
meuse sambre escaut semo1s 






i , 2 j , 
i, 2 J, 
1. 0000 
2.001)0 2.0000 
4. 0000 4.0000 











2 . 0000 
~:. 0000 
5.0000 





TFiAITEl"IENT DU FI CHIEF: "B: \CONSTANT \ C~,T091. F'AS " 
fam i = (namur,b x l,wavre ) ; 
j = (b :-:1 ,liege); 
k = (meuse, samb re,escaut,sernois); 
est # 1 , #j, #k, c(i,j,k) = O; 
#k, c(b :-: 1,liege,k) = 1; 
fin 
p ë.<. , , a g t· a p t-1 e " f am i i 1 es " t t' a i t e 
3 farr,~ l les 
1 i 
pa r ·enumerat ion 
narr,u r b :-: 1 wa v t··e 
2 j 
pat' enume1·'a t ion 
b:d 1 iege 
3 k 
pa.r enumerati on 
meuse sambre escaut semo is 
appendice tests constantes 63 
paragraphe "constantes " t1·'al te 
1 constante ·=:; 
1 C 
# 1 i , 2 j' 
f am 1 i, 2 j , 
0.0000 0.0000 
0. ()();)() o. 000(> 
1 . OOO(i 1 • 0000 



















îF(AITEMENT DU FI CHIEF: "B: \CONf,TANT\CST 092. F'AS" 
fam i = (namur,bxl,wavr~>; 
j = ( b :d , 1 i eg e) ; 
k = (meuse,sambre,escaut,semois); 
est #i, #j, #k, c(i,j,k) = O; 
#k, c<i,liegE,k) = 1,2,3; 
fin 
p ë:H' a g ra ph e " f am i l 1 es II t ra i te 
3 familles 
1 i 
pa r· enumet'ation 
n2.mur b :-: 1 wa v t'e 
2 J 
pa1 - enu.mEration 
b:d 1 iege 
3 k 
par enumeration : 
meuse sambre escaut semoi s 





























o. 0000 o. 0000 
o. 0000 o. 0000 
,, 0000 ,, 0000 .,_ . .:., 
":!" 0000 ":!" 0000 
·-~' . ·-· . 
1 . 0000 
o. 0000 
o. 0000 
":!" 0000 ._," 





appendice test s constantes 64 
TF:AITEMENT DU FICHIEF: "B: \ CDNSTANT\CST093. F'AS" -1 
fam i = (n amur,b x l,wavrel; 
j = ( b ;:l , 1 i eg e) ; 
k = (meuse,sambre,escaut,semois); 
est #i.i #j, #k, c (i ,.j,k ) = O; 
# k , c ( b ;< 1 , j , k ) = 1 , 2 ; 
par<=<.•;:;ir· aphe " familles" tt··aite 
3 fa.mil les 
1 i 
par enume r ation 
namut· b :-: 1 wa\,Te 
2 j 
pat· enume r at ion 
b:d 1 iege 
3 k 
pa r enumeration 
meuse sambre escaut semo i s 
parag ,-- aphe II cons:,tan tes II tr·- a i te 




1 i , 
1 i , 
3 k 
7- k 
0.0000 0.0000 0.0000 0.0000 
0.0000 0.0000 1.0000 1. 0000 
2. 0000 2.0000 2.0000 2.0000 
0.0000 0.0000 0.0000 0 . 0000 








appendice tests constantes 65 
TF-: AITEMEl'H DU FI CHIE F, "B: \CDNSTANT \CST094. F'AS" 
fa m i = (namu r,b x l,wav re ) ; 
j = ( b ,.; 1 , 1 i e g E?) ; 
k - ( meuse,sambre,escaut ,semois); 
e s t: #.i, # j , #k, cl (i , j,k) = O; 
cl ( i,j, k) = 
1 ,2,3,4,5,t.:) ,7,8,9, lO , 11, 12, 13, 14, 15, 16, 17 , 18 , 1•:;:•, 
7'. (J, 21 , 22, :3, 24; 
#i, #j, c2<i,j) = O; 
c2 ( i,j ) = 1 ,2,3, 4,5, 6 ; 
fin 




namur b >; 1 wavre 
par enumet-·at ion 
b :-:1 1 iege 
3 k 
par' enumet·ation 
meus e sambre esc aut semais 
paxagt··aphE• "c on:::=tar,tes. " traite 
2 c onstantes 
1 C 1 
# 1 i , 2 j' 3 k 
fa m 1 i, 2 j, 3 k 
1.0000 2.0000 3.0000 
7.0000 8.0000 9.0000 
4. 0000 5. 0000 6.0000 
10.0000 11. 0000 12. 0000 
13. 0000 14.0000 15.0000 16. 0000 17.0000 18. 0000 
19 .0000 20.0000 21. 0000 2 2.0000 23.0000 24.0000 
2 c2 
1 i , 2 j ~ ë ._, 
f am 1 i, 2 j, 3 
1. 0000 2.0000 3.0000 4. 0000 5. 0000 6.0000 
appendice tests constantes 66 
TRAITEMEh!T DU FI CHIEF, "B: \ CONSTAI\IT \ CST0 9 5. F'AS" 
est C = 1 . 
' C = 2; 
C -· '"":!" .. . _ _.' 
C = 4· 
' 
fin 











TRAITEMEt\JT DU FICHIER "B: \CDNSTANT\CST096. F'AE: " 
est c1 = 1 
' c2 = '"'· 
..:.. ' 
c3 = '"":!". 
·-·' 
c4 = 4; 
c5 = 5; 
c6 = 6; 
c7 = 7 • 
. ' 
c8 = B; 
cC,· = 9; 
c: 10 = 1 (>; 
c1 1 = 1 1 ; 
C: 1.:: = 1 : : ; 
C 13 = 13; 
C 14 = 14; 
C 1~, = 15; 
c16 = 16; 
*** e r reur (59) d u t y pe tr o p de no ms d e co nstantes*** 
c15 = 15; 
c1 6 = 16; 
.. •.. 
ap pendice tests constantes 6 7 
TRAITEMENT DU FICHIEFi "B: \ CONSTANT \ CST097. F'~ 
est, c = 2; 
3 ) du t yp e nom de parag r aphe attendu*** 
c ·st, c == 2; 
TRAITEMENT DU FICI-II EF: "B: \ CONSTANT \ Cf.3T098. PAS" 
est c = abc; 
*** erreur (27) du t y pe type de valeur invalide*** 
cs.t c = abc; 
.•··, 
TF-:A I TEMENT DU FI CHI EFi " B : \ CONSï ANT \ CST099. PAS" 
f ët.m i = [ 1 _3 J; 
j = [ 1_2]; 
k = [1_4J; 
l = [ 1_5]; 
est c<i,j,k,l) = 1,2,::::., ..• ; 
*** erreur (21 ) du t y pe tr op d 'i n dices*** 
l = [ 1 _5 J; 
e st c<i,j,k,l) = l,2,3, ..• ; 
appendice tests constantes 68 
TFi'. AITEMENT DU FI CHIEF-: "B: \ CON S TMH\ C:::;T100. F·AS " 
f a.m i = [ l _3 J; 
j = [ l _ 2 :J; 
k = [J_4J; 
1 = [ l _5 J ~ 
C. ~ +-. = , __ #i, # k #1, #j, c(i,j,k,l) = 1; 
.J!·· :0'- :11: errt=·u.r· (21) du t y pe tr o p d ' indice :..:: :•H'i :•'i 
l = [ 1 _5 J; 
est #i 1 # k , #1, #j,; c ( i,j,k?l) = l; 
TF1AITEMENT DU FICHIEr~ "B: \ CDr-.ltnf'.:~tH\CST101. F'A~;" 
fam i = [ J ~] _ . .::, ; 
j = [ 1 _2 J; 




j ' k, C ,: i 
' 
j, k) = 1 • 
' 
*** erreur ( 24) du type u# u attendu*** 
k = [1_4J; 
est #i,j,k, c(i 1 j,k) = 1; 
TESTS SUR LE PARAGRAPHE "EQU:" 
ET LA TRANSFORMATION DES STRUCTURES 
append i ce tests équations 1 
equ un, x +y= 3; 
*** erreur (38) du t y pe ucu attendu*** 
****** deb ut du fichier***** 
equ: un, x + y = 3; 
.•·•. 
e q u [ >: + y J; 
****** deb ut du fichier***** 
equ : [ '-' + y J; 
.•·-. 
equ opt [x + yJ; 
****** debut d u fichier***** 
eq u : op t [ >'. + y J ; 
.. ·., 
equ min >: + y; 
***· erreur (38) du type 
****** debut du fichier***** 
equ : min :-: + y; 
equ est [ x + yJ; 
****** debut du fichie r ***** 
e q LI : C S t [ '·' + y ] ; 
eq u som [ x + yJ; 
Il ï Il 
'-
*** erreur ( 43 ) du t y pe u min " o u u ma x n attendu**~ 
****** debut du fichier***** 
equ: som [ x + yJ; 
.-·-. 
appendice tests équations 2 
equ ma x ( x + y>; 
*** er r eur (38) du t y pe ncu attendu*** 
****** debut du fichier***** 
equ: ma x ( v + yl ; 
f am i = [ 1 _ 3 J; 
e q u m i r; [ s o m ( j ) :-: ( i ) J ; 
LI rï , # 1 , >: ( i ) ··•. = 1 ; 
fin 
For·1 ction objectif : Il faut 
no e l em no er·1 t s; om 
- - -
1 1 0 0 1 0 
est 
1 0 0 
var-iable 




equation 1 nom "un" 























1 1. 0 0000 
2nd membre 
n o2 en t 
-




1 1. (H)()(l(l 
0 0 (> 1 
som eodel sc,m 
- -
0 0 0 
code1 est 
-(l 0 
cod el Vë r 
-
0 (i 
s om eode2 som 
- -















\/ ëi. ] som 
-
0 0 






va. 11 som 
-
0 0 
val 1 est 
-
0 0 

















ap pendice tests équati ons~ 
Va.ri a bl es 
Il,, Il 
,., 1 ' o , 
Résulta.ts de la tran s fo r mation 
Tableau "C " : 
Il 1 . 0 1.0 1.0 o.o o. o o.o o.o o.o o.o o.o 
Tab l eau "D" : 
Il , o . o , o. o , o . o I o. o I o. o , o. o , o . o i o .. o , o. o i o. o 










1 0 o. .1. . 
o. 0 l. . 
o. 0 o. 
o. 0 o. 
o. (l o. 
o. 0 o. 
o. () o. 
o. 0 o. 
o. 0 o. 
o. 0 o. 
... = o. 00 











f a m 1 = [ 1 _ 3 J; 
o. 0 o. 0 o. 
o. 0 o. 0 o. 
1 . 0 o. 0 o. 
o. 0 o. (i o. 
o. C) o. 0 o. 
o. 0 o. 0 o. 
o. () o . 0 o. 
o. 0 o. 0 o. 
o. 0 o. (> i). 
o. (l o. 0 o. 
e q u m i n [ 3 * s Dm ( i ) >: ( i ) J ; 













o. 0 o. 0 
o. 0 o. 0 
o. 0 o. 0 
o. (l o. () 
o. 0 o. 1.) 
o. 0 o. 0 
o. (l o. 0 
o. 0 o. (• 
·' 
o. 0 o. 0 
o. 0 o. 0 























û . O 
0.0 
o . ;) 
o . o 
0.0 
0.0 
0 . 0 
0.0 
o.o 
f oncti.o n . Fonc tion o bj e c tif : 
no_elem I no_ent_som code s o m v a1. SC•fTi 









Eq u.ë'l t ions:. : 
equation 1 nom 
no_ent_ptt 
1 0 0 1 
CodE' = 3 







































( , . (l 
0.0 
0.0 





appendice tests équations 4 
1er membr~e 
nol_ent_som 
1 0 0 
cstl 
1 0 
v a ,--1 
1 1 
mult 1 
1 1. ( H) OOO 
2nd membre 
no2_en t_so m 
1 1 (l 0 
cst2 




H ,., Il 
,·, 1 ' o, o, 
code l 










Résultats de la tran sfo r mation 
Tableau "C" : 
'::-Dm 1 vall 
0 0 1 0 
est 1 val 1 
- (l 0 1 0 
V5. r 1 val1 
-
0 0 1 0 
SDffi 1 val2 
0 0 1 (l 
cs.t 1 val'.:: 
-
0 0 1 0 
Il 3. o 3. o 3. o o. o o. o o. o o. o o. o o. o o. o 
Tableau "D" : 
Il , o. o, 0.0 1 0.0 1 0.0 1 0.0 1 0 . 0 1 0.0 1 0.0 1 0.0! 0.0 
Tableau x "A" et "B" 
1 1.0 0.0 0.0 0.0 0.0 0. 0 0.0 0.0 o.o 0.0 
2 0.0 1.0 0.0 0.0 0.0 0.0 0 . 0 0.0 0.0 o.o 
' 0.0 0.0 1.0 0 .0 0.0 0.0 0.0 0.0 0.0 0.0 ~ 
4 o.o 0.0 0.0 0 .0 0.0 0.0 0.0 0.0 o.o 0.0 
= 0.0 0.0 0.0 0.0 0 .0 0.0 0.0 0.0 0.0 0.0 J 
6 0.0 0.0 0.0 0.0 0.0 0.0 o.o o.o 0.0 0.0 
7 0.0 0.0 0.0 0.0 0.0 o.o 0 .0 0.0 0.0 0.0 I 
8 0.0 0 .0 0.0 0.0 o.o 0 . 0 0.0 0.0 0 .0 0.0 
9 0 .0 0.0 0.0 0.0 0.0 0. 0 0.0 0.0 0.0 0.0 
10 0.0 0.0 0.0 0.0 o. o o.o 0 .0 0.0 0.0 0 .0 
z = 0 . 00 































appendice te s t s éq uat ions 5 
fa.m i = [1_3J; 
equ mi n [ 3 * som(i) 2 * x(i) J; 























1e r memb t~e 
0 0 
0 
nol ent som 
- -






1 1. 00000 
2nd mem b~~e 
n o2_en t _som 





Vat-· 1 ables 
11
: .:
11 i, o , 0 ,; 
Il fa u t m i n i m i s f'• t~ 
code som 
0 0 







0 0 0 1 
code1 s om 
-




codel _ va.r 
1 (i 
code2 s om 
-
(l 0 0 
c ode2 est 
-
0 0 
















0 0 () 
v al 1 som 
-
0 0 0 
val1 est 
-
0 1 0 (i 
vall va.,·· 
-
0 1 0 
val2 SC)fn 
-
(i 0 0 
val2 CS:t 
-
0 0 0 
Il 6.o 6.o 6.o o.o o.o o. o o.o o.o o.o o.o 
Tab l eau 11 D11 : 









app en dice tests équations 6 
Tab l ea.u >: "A" e t 11811 
1 1 . (l o. 0 () . 0 o. 0 o. 0 
~. 
.L o. 0 o. (> o. 0 o. 0 o. 0 
-:r o. 0 o. 0 o. 0 o. 0 o. 0 
·-· 
4 o. 0 o. 0 o, (l o. 0 o. 0 
c::- o. 0 o. 0 o. 0 o. 0 o. 0 
"-' 
6 o .. (l () . (i o. 0 o. 0 o .. 0 
7 o. 0 o. (i o. 0 o. 0 1-, ·-" . 0 
8 o. 0 o. 0 o. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 
10 o. 0 o. (l o. () () . 0 o. (l 
z = o. ( )() 
w = () . 0 0 
fa m i = [1_3J; 
e qu mi n [ som ( i < > 1 ) ;.: ( i ) J ; 















v a riabl e 
1 
1.000 
Eq uati on ·=::. : 





o. 0 o. 0 
o. 0 o. 0 
o. 0 o. (l 
o. (l o. 0 
o. 0 o. 0 
o. 0 C) • 0 
o. 0 o. 0 
o. 0 o. 0 
o. 0 C> .. 0 








cod e va r' 
-
0 
n o _ent_ptt code_pt t 
(> 
Code= 3 















0 (l _ O 
som code l 
-
SO IT! 
0 0 0 





c ode l v a.r' 
0 (l 
o. 0 o. 0 o. 0 
o. 0 o. (l o. (l 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. (l o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. û 
,-, 
·-/ . ( / o. 0 o. 0 
o. ( ' .• () . 0 o. 0 



















v al l som 
-(l (; 
va. l 1 est ... 
-
0 0 
vall \/ ët_! ... 
-(l 0 
















ap pen dice tests équations 7 
'.?nd memb r e 
no2 ent_som cod e::::'_som va 12_:=:.orn 
1 0 0 0 1 0 (i ù 0 0 
est ::: cocle2 e st val2_cst 
1 0 
mult2 
1 2. 00000 
Vë<.t' i ab 1 e s 




Résultats de l a transforma t ion 
Table<ë,u "Ci; : 
û 0 1 0 
Il o.o 1.0 1. 0 o.o o . o o . o o . o o.o o.o o . o 
Tab jeau "D" : 
Il I o. o I o. o I o. o I o. o I o. o I o. o I o. o I o. o I o. o I o. o 




















z = 0.00 
w = 0.00 
1. 0 
0.0 
0 . 0 
ù.O 
( ) .. i) 
0.0 
o .. 0 
(i . 0 
0.0 
0. (i 
1 .0 0 .0 
0. 0 o.o 
0 . 0 0.0 
0 . 0 0 . 0 
0 . 0 0 . 0 
0.0 o. o 
0.0 0.0 
o.o 0.0 
0.0 0. 0 




0 . 0 




0 . 0 




0 . 0 




0 . 0 
0.0 
0 . 0 0 . 0 
o.o 0.0 
0 . 0 0 . 0 
0 .0 0.0 
0.0 0.0 
0.::) 0. 0 
o.u 0 . 0 
0 .0 0.0 
0 .0 0.0 
0. 0 o.o 
e qu min [3 * x - 4 *y+ 5 * zJ; 
fin : 
un , 7 *y+ 2 * x + 3 * y ~= 6; 
deu x , 9 * z + 8 *y + 5 * x >= 10; 
Foncticn ot,jecti f : I l faut m1nimis;.2r 
no eiem 1 ne-) e nt 5.om codE· SC1ff1 
- - -
1 0 0 0 0 0 
~, 
..::. 1 0 0 () 0 0 















0 . (i 
0 . 0 
0. (i 
(l . (l 
0 . 0 














e s t ceide est val es t 
- -
1 0 (i 0 (i 1 0 0 
,.., 0 () 0 0 0 0 ..:... 
..,,. 0 0 0 0 1 0 0 ._;. 
va ri able code va.r Vë<. 1 var 
- -
1 1 0 0 () 1 0 0 
-, L 0 0 (:, 0 0 ..::. 






() • (.l 
o. c 
0. (i 
()" ( ) 
( )" () 
( ) . ( ; 
























equation l nom 




0 0 1 





























Il , 1 li 
,·, o, o, 
est 2 
O.i 
"y" o, o, o, 
Il z Il ()' () Il () 'J 
0 


















append ic e tests équations 8 
llu.n I l 
eode_ptt 
0 0 0 
code1 som 
-
0 1 0 0 
0 0 0 

















"deu :-: 11 
code_ptt 
0 0 0 1 
code1 som 
-
0 1 0 0 
0 0 0 










































































e s t 1 





3 5 .00000 
2r1 d rr,erob 1M e 
no2 ent 
-
1 1 0 0 
e st'.: 
1 ! 0 
mult2 
1 10.00 000 
Va.r i a bles 
11 " ' Il o, o, o, A 
t ly, 11 o, o, O, 
u _ 11 o, o, o, ~ 








s om 1 e ode2 som 
-
- () 1 0 0 
1 code2 est 
-
1 0 0 
Résu l tats d e la tr a n sformati o n 
Tab]ea.u " C " : 
Il 3 .0 -4 .. û 5. 0 0.0 0 . 0 0. (l 0 . 0 
T ~-=ibleau " D" : 
Il 1 0 . 0! () . () ~ 0 . 0 1 0 n (i I 0.0 1 0.0
1 0 . 0 1 
Tab 1 e au ;-; "A" e t \IB II 
1 2 . 0 10 .0 0 . 0 0 . 0 o. o 0 . 0 0.0 
-. 
..::. 5 .0 8 . U 9.0 0 .0 o. o o. o 0.0 
-=!" 0 . 0 0.0 o. o 0 . 0 o. o 0.0 0.0 
·-· 
4 0 . 0 0. 0 0 . 0 o.o 0 . (l 0 . 0 0.0 
c- o.o û . O c) . 0 ~, 0 . 0 o.o 0 . 0 0.0 
6 0 . 0 0 . 0 () • C) o. o 0 . 0 0. 0 o.o 
7 o. o 0 . 0 0 .0 0.0 0 . 0 (l . 0 o.o 
8 0. (i o. (i (). () (i . 0 o.o 0.0 0.,0 
9 0. i) 0 . 0 0.0 (J . (l 0 . 0 o.o o. o 
1 :) (i . 0 0 . 0 0 . 0 0 . 0 o.o o. 0 0.0 
z = 0 . 00 
w = o.oo 
1 val l e s t 
-
0 1 0 0 
0 1 0 0 
0 1 0 0 
1 vall var 
-
0 1 0 0 
0 1 0 0 
0 ! 0 0 
! v a]:· sc,m 
-
0 1 () () 
1 val2 e s t 
-
0 1 0 (i 
o. c 0 . 0 0.0 
0.0: 0.0 1 0.0 
0 . 0 () . (} 0.0 
0 . 0 0 . 0 0 . 0 
0 . 0 o.o c.o 
0.0 c) .. ( ! 0. 0 
0.0 0.0 0.0 
o. o 0 . 0 0.0 
0 . 0 o.o o. o 
0 . 0 (l . 0 ( l. () 
o.o 0. (l o. o 


















{) . (; 
1 . 
appendice tests équations 10 
equ : min [3 * x - 4 *y+ 5 * zJ; 
un, 2 * x + 7 *y >= O; 
deu x , 8 *y+ 9 * z >= 10; 
fin : 
Fonction ob jec tif : 
ne, elem 1 r·,o ent som 
-
- --
1 () 0 
~. 1 () (i 
.::. 





-· 0 . .::. 


































































(i 0 0 
codel som 
-
0 1 0 () 




























1 0 0 
1 () 0 
1 0 (i 
val vat·· 
-
1 0 0 
0 0 
1 0 0 
val_ptt 
0 0 0 
val . SCJ ;Tt l 
-
0 1 0 0 
0 0 0 
Vë'<. l :l c~.t 
-
0 () 0 
0 1 0 (l 
val ; \ / ë:t. !·-J. 
-
0 1 0 ( ) 
0 1 ( l 0 
va12_:;;om 
0 1 (i () 
cst2 code2_cst val2 cs:t 






























11 z 11 (), ()' ()' 




1e r membre 

































1 10. 00000 
t.,.>a,- i a b 1 es 
11 , , Il 
A o, o, o, 
Il • , Il y o , o, o, 
11..., 11 




1 code l 
-
0 1 0 
0 i 0 
























Résultats de la transformation 






























Il 3. 0 -4. 0 5. l) 0. 0 0. 0 0 . 0 0. 0 0. 0 0. 0 0. 0 
Tableau "D" : 




























appendice tests équations 12 
Tab leaux "A' ' et IIBII 
1 2 . 0 7. 0 0. 0 0.0 0.0 
~ 0.0 8.0 9.0 o. o o.o L 
3 o.o o. o 0 .0 o.o o.o 
4 0.0 o.o o.o o.o o.o 
5 0 . 0 o.o o.o 0 .0 0 . 0 
6 0 . 0 o.o o.o o.o 0 . 0 
, o. o 0.0 I 0.0 0. 0 0 . 0 
8 o.o û.O 0.0 o.o o.o 
9 o. o 0 . 0 o.o o.o 0 . 0 
1 0 0.0 0.0 o.o a. a o.o 
L = 0.00 
w = 0 . 0 0 
eq u : min [3 + x - 4 *y+ 5J; 
un 1 2 * x + 7 * y>= 6; 
fin 
0. 0 o.o 
o. o o.o 
0 . 0 0.0 
o.o 0.0 
0.0 0.0 
0 . 0 o.o 
o.o o.o 
0.0 0.0 
0 . 0 o. o 
0 . 0 0.0 
Fonction objectif : I 1 fa ut minimiser 
! no_ent _sorn no_elem 






































Equa tions : 
e quation 1 nom 
no_ent_ptt 
0 0 0 1 
Code= - , L 





1 0 0 






































0 1 0 0 
0 1 0 0 
0 . 0 0.0 0. 0 
o.o o.o o.o 
o. o 0.0 0.0 
o. o o.o o.o 
o. o o.o o.o 
o.o o.o o.o 
o.o o.o o.o 
o.o o.o o. o 
o. o o. o o.o 
0.0 0 . 0 o.o 1 
la fonction . 
val sorn 
-
0 1 0 0 
0 1 0 0 
0 1 (l 0 
(l 1 0 0 
val _est 
0 1 0 0 
0 1 0 0 
0 1 0 0 
0 1 0 0 
val var 
-
0 1 0 0 
0 1 0 0 
0 1 0 0 
0 1 (l 0 
val _ptt 




0 1 (l 0 
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1 1 0 
~ . 1 
..::. 0 
1. 1 1 













code2 som n □:::_en t __ som 
-
1 1 c-_} 




11 .. , Il 









0 0 0 
code2 
0 
Résultats de la transformation 






0 1 0 
0 1 0 
! val1 
0 1 0 
0 1 0 
1 val2 
0 1 0 
1 val2 
0 1 0 
Il 1 . o -4. o o. o o. o o. o o. o o. o o. o o. o o. o 
Tableau "D" : 
Il i o. o 1 0.0 1 0.0! 0.0 1 0.0 1 
Tab 1 eau:-: "A" et "B" 
1 2.0 7.0 0.0 0 .0 0.0 
,.., o. 0 0.0 0.0 0.0 0.0 . .::. 
c o. (l 0.0 0 . 0 0.0 0.0 ·-· 
4 0.0 0.0 o.o 0.0 o. 0 
5 0.0 o.o 0.0 0.0 o.o 
6 0.0 0.0 0.0 0.0 0.0 
7 o.o o.o 0.0 0.0 0.0 
8 0.0 0.0 0.0 o.o 0.0 
'7 o.o o.o 0.0 0.0 0.0 
10 0.0 0. 0 0. 0 0. 0 0.0 
z = -8.00 
w = 0.00 
equ : min [3 + 5J; 
un, 2 * x + 7 *y >= 6; 
fin 
0.0! 0.0! 0.0 1 0.0 1 0.0 
0.0 0.0 0.0 o.o 0.0 
0.0 0.0 0.0 0.0 o.o 
0.0 0.0 0.0 0.0 0.0 
0.0 o.o 0.0 0.0 o. 0 
0.0 0.0 0.0 o.o 0.0 
0.0 o.o o.o 0.0 0.0 
o.o o.o 0.0 o. o o. 0 
0.0 0.0 0 .. 0 0.0 0.0 
o.o 0.0 0.0 0.0 0.0 
0.0 0.0 0.0 0.0 0.0 































1. 1 Û (l (li Û () (JI (l Û 0 
2 1 0 0 0 1 0 û û 1 0 0 0 




v ë:H' i a.b 1 e 
1 0 
~. 0 .... 
mult 
1 ..,.. 000 ,_:i. 
2 C: 000 ~· · 
Equë:l.tions : 




0 (J 1 










2 .--, .::. 
multl 
1 2.00000 
=· 7. 00000 














coc!e_p t t 
0 0 0 1 
code1 sorn 
-
0 1 (J 0 

















1 6 . 00000 
Var- 1 ab 1 es 














































(i (• ._, 
Il o . o o. o o. o o. u o. o o. o o. o o. o o. o o. o 
Tabieë:i.u "D" 
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Tab l.eau:-: "A" et "B" 
1 2. 0 7. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
2 o. 0 o. (l o. 0 o. 0 o. 0 o. 0 o. (l o. 0 o. 0 o. 0 
""!" (> .. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 ._, 
4 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. {) o. 0 o. 0 o. 0 
5 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. (l o. 0 
/ o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. () o. (i o. 0 o. 0 
8 o. (l o. 0 o. 0 o. (l o. 0 o. (l o. 0 o. 0 o. 0 o. (l 
9 o. 0 o. 0 o. (l o. 0 o. 0 o. 0 o. 0 () . 0 o. 0 o. (l 
10 o. 0 o. 0 o. 0 (l . 0 o. 0 o. 0 o. 0 o. () o. 0 o. 0 
z = -8. ()() 
w = o. 00 
fam i = 
j = 
equ min 
[ 1 _3 J; 
[ 1 _2 J; 
[ 3 il· som ( i , j ) :-: ( i , j ) + 5 * som ( i ) y ( i ) J ; 
un, # j , 2 * som ( i ) :-: < i , j ) + 7 * som ( i ) y ( i ) > = 6; 
fin 
Fonction objecti f: Il faut minimiset- la fonction. 















3 . 000 
5.000 
Equëi.tions : 



































































0 (l 1 0 





0 0 (l 0 
0 0 1 0 0 




0 0 (l 0 





















appendice tests équations 16 













SC•m CCl dê?2 
- -() 0 
cs t:2 code2 
1 (i 
mult:: 
1 6. 00000 
'v' ët 1··· iables 








Ré sul tats de la t r ansformation 
Tableau "C " : 
(l 0 0 
0 0 1 0 
5Dm val2 
0 (l () 
est val2 
-
0 0 1 0 
Il 3.o 3.o 3.o 3. o 3.o 3.o 5.o 5.o 5.o o.o 
Tablea u "D" : 
Il 1 0.0 1 0.0 1 0 . 0 1 0. 0 1 0 .0 1 0 . 0 1 C .O! 0 . 0 ; 0. 0! 0.0 
Ta b 1 e è:i. u >: " A " et " B " 
1 2. 0 o. 0 
2 o. (l ~. 0 ~ .. 
3 o. 0 o. 0 
4 o. 0 o. 0 
c::- o. 0 o. 0 ,_J 
6 o. 0 o. (i 
7 o. 0 o. 0 
8 o. 0 o. 0 
9 o. (J o. 0 
10 o. 0 o. 0 
z = o. 0 0 
w = o. 00 
f a1ï; i = [ 1 _::: J ; 
j = [ l _2 J; 




















,.., 0 o . 0 7. 0 7. 0 7. 0 o. 0 ..:.. . 
o. 0 ~. ..::. . (1 7. 0 7. 0 7. 0 o. (' _,
o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. ( ) o. 0 o. 0 o. 0 o. (i o. 0 
o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. 0 o . 0 o. 0 
o. 0 o . 0 o. 0 o. 0 o . 0 o. 0 
o. 0 o. (i o. 0 o. 0 o. (l o. 0 
o. 0 o. 0 o. 0 o. 0 o. (l o. 0 
o. 0 o. 0 o. 0 o. 0 o. (l o. 0 
equ min [ 3 * som ( i, j) :-: ( i, j ) + 5 -iE som ( i , j ) :-: ( i, j ) J; 
un , # j 5 2 * s o m ( i ) >: ( i 5 j ) .> = 6 ; 
fin 
Fonction objectif : Il faut min i miser' 1 a. fonction. 









- - - - -
1 1 ,.., 0 1 0 0 0 (l 0 ..:.. 











































Code ::::: 2 
1er rnernbrE 
nom 
















var l codel va.r -





1 0 (l 0 
1 







1 6. OO(H)() 
\i ëH"• i ab 1 e s 
Il ;,~ 11 1 ' o, 
Résultats de la transformation 
T ab 1 ea.u "C" 
Il 8. 0 8 .. 0 8. (i 8. 0 8.0 8. 0 
(i . 0 
Tableau "Dll 
Il 1 o. 0 1 o. O! 0.0















c . 0 o. 




val 1 sorn 
-
0 (i 
val 1 CS: t 
-(i (i 







0 o. 0 
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Tableau :-: 
1 2. 0 
2 o. (i 
3 o. 0 
4 o. 0 
5 o. 0 
6 o. 0 
7 o. 0 
8 o .. 0 
9 o. 0 
10 o. 0 
z = o. 
w = o. 
















[ 1 _3 J ; 
[ 1 _ 2 J; 
"B" 
2. (l o. 
o. 0 2. 
o. 0 o. 
o. (J o. 
o. 0 o. 
o. 0 o. 
o. 0 o. 
o. 0 o. 
o. 0 o. 
o. 0 o. 
0 2. 0 o. (1 o. 0 o. 0 o. 0 o. 
(l o. 0 "' () o. 0 O.û o. 0 o. ..:: ... 
0 o. 0 o. 0 o. (i o. 0 o. 0 o. 
(J o. (J o. 0 o. 0 o. 0 o. 0 o. 
() o. 0 o. 0 o. 0 o. 0 o. 0 o. 
0 o. 0 o. 0 o. 0 o. 0 o. (1 o. 
0 o. 0 o. 0 ,-, 
·~' . 0 o. 0 o. 0 o. 
0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
equ mi n [ 3 * som ( j_ ) :-: ( i ) + 5 * som ( j) y ( j ) J ; 





































nol ent som 
- -l l 0 



















0 0 0 
codel som 
-
0 0 0 
0 0 0 





















































































ap p endice t e sts éq u ations 19 
var1 
1 
coclE 1 _ vê<.r v al 1. _vëu-· 





mu l tl 
:=: . 00000 
4. 00•.)00 
mem i:::,r e 
0 (i 0 0 
n o:2_eri t __ ~ -C:•iït code:=: sc111i val2 <:=,om 
1 0 0 0 1 0 0 0 1 0 0 
cst'.Z 
0 
c cide:? _cst.: val '2_c:st 
i 0 0 0 0 
mu .l t =: 
1 6. (H),:)();) 
',/ar1.é1.b les 
Il } ~ 11 1 ' 






Résultats de la transformation 
Ta.blea. u " [;" : 
Il ::.o 3.o 3.o 5 .o 5.o o.o o. o o.o o.o o. o 
Ta.blea.u "D" : 
Il I o. o I o. o , o. o i o. o I o. o I o. o , o. o , o. o , o . o : o. o 










2.0 2.0 2.0 
0 • 0 (1 • 0 0 • 0 
o.o 0.0 0.0 
o.o 0.0 o.o 
0.0 0.0 0,,0 
o.o 0.0 o.o 
o.o 0 . 0 o.o 
o.o 0 . (: o.o 
0.0 0 ,, 0 0 . 0 
0.0 0 . 0 o.o 
·- = 0 . 00 
w - 0.00 
4. 0 4.0 o.o o.o 0 . 0 0.0 
o.o o.o 0.0 0.0 o.o 0 .0 
o.o 0.0 0.0 0.0 o.o 0.0 
0.0 0. 0 o. o o.o 0.0 0.0 
0.0 0.0 0.0 0.0 0.0 0.0 
0.0 0.0 0.0 o.o o.o 0.0 
0.0 0 . 0 0 .0 o.o 0.0 0 . 0 
0.0 0.0 0.0 0 . 0 0 . 0 0.0 
0.0 0 . 0 0. 0 0.0 û.O 0. 0 
o.o 0. 0 o. o o.o 0.0 o.o 
fa.m i = [ l _3 J; 
[1 _2 J; j = 











un, 8 * som ( i ) 2 * x(i) + 7 * som ( j) 4 * y(j) ? = b; 
tin 
Fonction objectif : Il fa ut minim i se r la fonction. 





1 1 1 0 0 1 0 0 0 
1 0 ( ' _, 
2 ~, 0 () 1 (l 0 (l 







(i. ( ! 
(i . () 
o. 0 
(l. 0 
( > .. ( i 
c . c 
( } ., () 
c.o 
0 . 0 
0 
0 
appendice tests équations 20 
est 
1 0 
.... 0 ...::. 
vat' i a b 1 e 
1 1 
'":• 2 ..:.. 
mult 
1 ..,.. 000 .... :i • 
-. 5.000 ..::. 
Eq u ations : 
equation 1 nom 
no_ent_ptt 
(> 
Code= ., ..::. 
1er membre 
() 0 1 















Vë'<. t' 1 
som 




1 6. 0(H)(l(l 
Il u I l ,.. 















11 un 11 
code_ptt 
0 0 0 1 
code:,.; 1 som 
-
0 1 0 0 













Résultats de la transformati on 








































Il 3.o 3.o 3.o 5.o s.o o.o o.o o. o o.o o. o 
Tableau 11 D 11 : 
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16. 0 16. 
( > .. 0 o. 
o. 0 o. 
o. 0 o. 
o. 0 o. 
o. 0 o. 
o. 0 o. 
o. () o. 
o. 0 o. 
o. 0 o . 
... = o. 00 













0 . 0 
o . (l 
0. (l 
(l. (i 




f am i = [ 1 _ 3 J ; 
j = [ 1 _ 2 J; 
est c ( i ) = 1, 2,3; 
2D.O 
0.0 







0 . 0 








0 . 0 
(l . (l 
0 . 0 







0 . 0 
(i. (i 
0. (1 
o . u 





( ) . () 
0. 0 
0.0 
e q u m i n [ s o m ( i ) e ( i ) * :-: ( i ) J ; 







ob ject if . . 










1. 0 00 
Eq u ations: 
e queti on _ 1 n o m 
no_e n t _pt t 
(i O O 1 
Code= 2 
1e r- membre 
0 
nol_ent_som 
I i faut minimiser 
cod e som 
-




eodE- v a r' 
-
0 0 
11 Llrt Il 
code_p tt 
(J (l 0 1 
e odel som 
-














\ l at·· 
- () 
o. (l o. n o. () 
o. 0 o. 0 o. û 
o. 0 o . () o. 0 
o. (l o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
la fonc t ior, . 
val som 
-(l 0 0 
Vëd est 
-
0 1 0 (} 
va. 1 \ . .- a.r 
-
0 0 0 
v a l _ c,tt 
0 0 0 
V ë., l 1 som 
-
0 (i ( 1 
val 1 c<:::.t 
-
() 0 0 
val 1 Vd. r 
-
0 1 0 0 
i.:·, . 0 
0. ( ) 
(i. 0 
0. 0 
(i . 0 
0. (1 
0 . 0 
() . () 
0 . (i 







append i ce tes ts équation s 
2nd memb r'e 
no '.? _en t _:-om code 2 sc,m va.12 sorn 
- -
1 0 0 0 (l (l (l 1 0 0 
est=: code:: est val2 e st 
-
1 0 0 0 0 1 0 
mult 2 
1 6 • ()() ( H) () 
Variables 
11 , .. 11 
.• ·, 1 ' o, 
Ré=-ultats. de la tran s fo1 ··më,t ion 
Tablea u "C 11 : 
li l.û 2 . 0 3.0 0 .0 0.0 0.0 0.0 0. 0 0.0 0.0 
Tableau "D" : 
Il , o. o , o . o , o. o , o. o , o. o , o. o , o . o , o . o i o . o i o . o 
T a b 1 eau;-: 11 A II et II B " 
1 8. 0 16. 0 24. 0 
2 o. 0 o. 0 o. 0 
..,. o. 0 o. 0 ü . (l ._:, 
4 o. (l o. 0 o. 0 
c:- o. (l o. 0 o. 0 d 
6 o. t) o. 0 o. 0 
7 o. i) o. (l o. (l , 
8 o. 0 o. 0 o. (l 
9 o. 0 o. 0 o. 0 
10 o. 0 o. 0 o. 0 
z: = o. 00 
w = o. 00 
f am i = [ 1 _3 J; 
j = [ 1 _2 J; 
est e(i ) = 1,2,3; 
o. 0 o. 0 
o. 0 o. 0 
o. 0 o. 0 
o. 0 o. 0 
o. (l o. 0 
o. 0 o. (l 
o. 0 o. 0 
o. () o. 0 
o. (1 o. 0 
o. 0 o. 0 
eq u min [ som ( i) c ( i ) * ;-: ( i) J; 
o. 0 o. (l o. 
o. 0 o. 0 o. 
o. 0 o. (l o. 
o. (l o. 0 o. 
o. 0 o. 0 o. 
o. (l C) • 0 o. 
o. 0 o. 0 o. 
o. 0 o. 0 o. 
o. (J C) • 0 o. 
o. 0 o. 0 o. 
Ltrl , 8 -lt· S O m ( i ) 4 * e ( j ) -lt :-: ( i ) _.:• = 6 ; 
fi n 
ob jectif : I 1 fa.ut mi n i mi ~. E.' r- l a 
1 ne, e nt som cc1de seom 
0 o . 0 o. 0 
0 o. (l o. (l 
0 (). (l o. 0 
0 o. 0 o. 0 
0 o. 0 o. 0 
0 o. 0 o. 0 
0 o. 0 (). 0 
0 o. 0 o. 0 
0 o. 0 o. 0 
0 o. 0 o. 0 
fonction. 














v.:1.t' i ab le 
1 
1. 000 





(l () 0 (J 
est Vë:\l e-.;; t 
- -
(i 0 0 c) 
\•2. t "• ve.. l var 
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Equations: 
equati on 1 nom i•Ltn" 
no_ent_ptt 
0 0 0 1 
codE•_ptt 
0 0 () 1 
Code= 
nol ent S:.C• ff1 C Oc:I E' 1 s.om 
-
-
1 () 0 0 (i 
cst1 cc,de1 est 
-
1 1 0 (i 
Vëi. !' l C D dE• 1 v a,·· 
-
1 1 0 (l 
multl 
1 32. 0 00(Xi 
2nd memb re 
no2_ent_s.::.m c ode2 __ som 
:1. (> 0 0 (> (> 
e st:· c ode2 est 
1 0 0 (> 
mul t2 
1 6. 00()()() 
1./ a.ri ables 
" >: " 15 o, o, 
Résultats de la transfo r mation 









val 1 ::. C)IÏI 
-
(l (l 
va. l 1 est 
-
0 (} 






Il 1.0 ::..o 3.o o.o o.o o.o o.o o. o o. o o.o 
Tabïea.u "D" : 
Il , o. o I o. o , o. o , o. o ! o. o ! o. o ! o. o , o. ci ! o. o , o. o 
Tab leau:-: "A" et "B" 
1 1 3 ::::. Cl 64. 0 
0 .. 0 o.o 
0 .0 o.o 
o.o o.o 




0 . 0 o.o 








.. = o. 00 
w = 0.00 




























0 . 0 
<). !) 
o.o 
0 . 0 
0.0 
0.0 
0 . 0 
o.o 










0 . 0 




























































i == [1_3] ; 
j == r 1 __ -::. J ; 
c(i ) = 1,2,3; 
k(j) == 10,20; 
appe nd ice tests éq uations 24 
equ min [ som ( i ) c ( i ) * :-: ( l. ) 
Lm, # j , B .-. sorr, ( i ) c ( i ) 
+ 15 * sc,m ( j ) 
* :-: ( i ) + k ( .J) 
k(j ) *· y(j )J ; 
* y(j) .>= 6; 
-fin 
F~oncti c;ï, 
nc,_e 1 i::m 
1 
o bjectif : 
no _er·, t ·5om 
Il f aut minimiser 
codE· som 
0 0 














equation 1 nom 
n c; _er, t_s, t t 
2 0 0 1 
Code= 






1 1 0 
2 0 0 
cst1 
1 1 
2 r:, . .:... 
varl 
1 1 
2 '") .... 
mu ltl 
8. ;)(!(;,)() 
l . () :)000 
membre 
no2_ent s.om 

















0 0 (' 1 _,
code1 som 
-
(l 1 0 0 
() 0 0 




,. code1 \/ a r 
( ) 0 
0 0 
code2 _som 
(l 0 0 









va 1 s .orr, 
(l (i 
0 (> 








Vë, l 1 som 
-
0 0 (i 
0 1 0 i-, ,_, 
val j cs.t 
-
0 0 (: 
(i 1 0 0 
\/ 2' l 1 v21·· 
-
0 l (1 0 
0 0 0 
val2_som 
0 1 0 (i 
val2 est 
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Va r iables 
JI ::•: Il 1 ' ( ) ' () ' 
"y " o, 
Rés u ltats de la transformation 
1 a b 1 e a l.i " C " : 
~.c:-
...:.:. ... .1 
Il 1 . o 2 . o 3. o 1 s o . o 300. o o. o o. o o. o o. o o. o 
1ab l eau "D 11 : 
li i o. o , o. o , o . o ! o . o I o. o I o. o , o. o I o. o I o . o , o. o 































... = o . 00 













f am i = [ 1 _3 J; 











10.0 o. o 0.0 
o. 0 20. 0 o. 0 
0.0 
o. o 
0 . 0 0 .0 0 . 0 0 . 0 
0.0 o.o 0. 0 0.0 
0.0 0.0 0.0 0.0 
0.0 o.o 0 .(i 0.0 
0. 0 0.0 0.0 0.0 
0.0 o.o 0.0 0.0 
0 . 0 0.0 0. 0 0 . 0 
o.o o.o 0 . 0 0.0 






0 . 0 0.0 0 .0 
o.o 0.0 0.0 
0.0 o.o 0. 0 
0.0 o.o o.o 
0.0 0 . 0 o.o 
0 .0 0.0 O.û 
0 .0 o.o o. o 
0.0 0.0 0.0 
6 . 0 
6, 0 
0 . 0 
o. o 
0 . 0 
() ., ( l 
0. 0 
(l . 0 
0 .0 
(i. 0 
est c ( i) = 1,2 , 3; 
k < j ) = 1 0 , 2 0 ; 
e•qu min [ som,: i < > 1) c ( i) * >: ( i ) + 15 -JE· som ( .j < >2) k ( j ) * y ( j) J; 
un, # j < > 1 '> 8 * s.om ( i <::: 3) c ( i ) * >'. ( j ) + k ( j ) * y ( j ) ··= = b; 
fin 

















Vë<. t'i able 
1 1. 000 
:~ 1 5. ()() ( ) 
I 1 faut 
0 1 1 
0 1 1 
0 
0 




code e s t 
0 
l) 




V ë<. l S Ll !Ti 
0 1 1 0 











(l ( 1 
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Eq u at ions ~ 
equation l nom 
no_E•nt_ptt 
:: 0 0 


















.•. , \..· ,L 




2 1.00 000 
2 nd memb t··e 
no2 _ent_som 
11 lJn 11 
coclE-_ptt 
1 0 0 1 
0 i 
() 1 





code~ _ cs.t 
0 0 
0 0 






1 0 0 0 1 0 0 
1 0 
mult2 
1 6 . 0000'.) 
Var·i a bl es 












C Odf.=? C':'-t 
0 0 
Résultats de la tr ans fo rmation 
Ta.blea.u. 11 C 11 : 
va l_p tt 














v al 1 __ est 
0 0 
0 (l 









- • ·- ..:. • ~- ._, • \_, ._J - • .J - · • - - Il l,) \ _ • - - • - ._, • - - • .._, 11 
( ) , l --:, --> "' --, 1 c::- c·l (-, t· i c·l c·> --, --l t"l t"> t-l ,-, c·l c·> ,-, 
Tat.iea.u 11 D " : 
Il , 0.0 1 0 .0 1 0 . 0 1 o.oi 0.0 1 0.0 1 0. 0 1 0.0 1 0. 0 1 o.o 












8 . 0 16 . 0 
0.0 0 .0 
0.0 0 . 0 
0 .0 0.0 
0. 0 0 . 0 
0 . 0 0 . 0 














0.0 20 . 0 0 .0 
0.0 0 .0 0 . 0 
0.0 o.o 0 . 0 
0 . 0 0 . 0 0 .0 
0 . 0 0.0 0.0 
() • (i ( ) . () () . ( ) 
0.0 0 . 0 0 . 0 
0. 0 0.0 0.0 
0.0 0.0 0.0 

















0 . 0 

















0 . 0 
0 .0 
o.o 
0 . 0 
0 . 0 









6 .. 0 
o. c 
o. n 
() . (i 





0 . 0 
•~ = (l. C>() 
w = 0.00 
f am 1 = [ i _ 3 J; 
J = [ 1 _ ?. J; 
c:;;t c (j) = 1,2,:7,; 
k ( j ) = 1 0, 20; 
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k ( j >< 2) * y ( _j)J, e qu min [ c ( i > ::: 1 ) * >: ( i > < 1 ) + 15 * SOIT• ( j ) 
u n , s Dm ( i i E: ·it c ( i ) * >: ( i ) + s Ci m ,: j :: k (j ) -lE· y(j > <-2 ) >= 6; 
f i n 
Fonc ti on o bjecti f : 
nc,_e 1 em nc,_en t _~-:-om 
1 

















15 . 000 
Eq u atjons ; 
equati on 1 nom 
n □_Ent _J:i tt 
0 0 0 1 





Il faut m1 n1m1ser la fo~ ction . 
1 
c ode_som val s□m 
0 () 
C> (l 









code _ot t 













































1 8 . 00000 
2 l . 00000 
2nd memb 1·-e 
(l 
n o2_E•n t _som 







code 1. va.r 
0 (l 
1 








va ll _cc.:.t 
(l 0 
(l 0 
val 1 _ \/è:, r 
0 () 
2 
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est:: code2 est \/ë.4l 2 _cst 
1 0 
mu lt2 
1 6. 00000 
Va r iab l e s 
1 ' 







Résult at s de la t r ansformation 
Tableë:iU "C" ; 
0 0 1 0 
Il 1 . 0 0. 0 0 . 0 300. 0 300. 0 0. 0 0. 0 0. 0 0 . C O. 0 
Tabï e au "D" ; 
Il 1 0.0 1 0 .. 0 1 0 .0 1 0.0 1 0.0 1 0 . 0 1 0.0 1 0.0 1 0.0 1 o.o 























:: = 0.00 































j b i =· = [ 3 __ 5 J ; 
.j = [ 1 _2 J; 
est c ( i) = 1, 2,3; 
k ( j ) = 1 0 ·i 20; 
0.0 30.0 0.0 0.0 0.0 
0.0 0.0 0.0 o.o 0. 0 
0.0 0.0 0.0 0.0 0.0 
o.o o.o 0.0 0.0 0.0 
0.0 0.0 0.0 0.0 0.0 
0.0 0.0 0.0 0.0 0 .0 
0.0 0.0 0.0 0.0 o.o 
0.0 0.0 0.0 0.0 0.0 
0.0 o.o 0.0 0.0 0.0 
0.0 0.0 0.0 0 . 0 0.0 
0.0 0.0 
0. 0 0.0 


















0 . 0 
E• q u m i n [ s o m ( i ) c ( i ) * :-: ( i > < i b i s ) + 1 5 * s c, m ( j ) k ( j > < '..: ) -1( y ( j ) J ; 
un, som(i) 8 * c(i> < ibis ) * :-:< i) + som ( j) k ( j ) * y(j > <:::.: ) .. =- = 6 ~ 
fin 
Fonction objectif : 






















Il tau t min imiser 
code_som 
0 0 




1 ( ; 
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Equation~- : 
,1Lln , 1 eq u at ion 1 nom 
no_er-; t _p t.t cocie_ptt val _pt t 
0 0 0 0 
CodE = 















1 8 .00000 


























0 0 1 
code1 som val i s;.c,m .L 
-
-
0 (l () 0 () 
0 ,-, 0 1 0 0 ._; 
CD CJE•1 c :=-,t Vë\l l [ c:: ; .. 
-
- -·· \., 
-
..,. 0 0 1 2 0 
~· 
0 0 (l 1 (l 0 
codel \iar val 1 var 
-
-
0 0 (l 0 (i 
1 0 0 1 2 0 
cc.de 2 _s.om 
0 0 (l 1 
val2_som 
0 () 
c ode2_c ·=:;t val2 _ cs.t 









*** erreur (70) du t y pe i n dice resulta n t h o rs bornes*** 
fët.m i = [ 1 _3J ; 
ibis= [ 3 _5J; 
j = [ 1 _2 J; 
es t c ( i) = 1,2.,3:; 
k ( j ) = 1 0 ? '..::Ci; 
e q u m i n [ sr...: m ( i ) c ( j ) * :-: ( i ::, < j b i s ) + 1 5 -IE s o m ( j ) k ( j > ·=. : > -IE· y i J l J ; 
*** er reur (2 6 ) du type déclar s ti o n incohérente*** 
k ( j ) = 10, 20; 
e q u m i n [ s o m ( i ) c ( j ) -it· :-: ( i > < i b i s ) + 1 5 * s o m ( j ) k ( j > < 2 ) * y ( j ) J ; 
fam i = [1_3J; 
ibis= [3_5]; 
j = [ l _2 Ji 
appendi c e tests équations 3 0 
est c(i ) = 1 1 2,3; 
k ( j ) = J O, 20; 
equ min [ som(i) c ( i ) -JE :,-:( i >< ibis ) + 15 -JE· s o m(j) k(j> <:2) * y(j ) J; 
un, som (i) 8 * c(i >< ibi=.) * >:( j) + sorri (j) k(j) -JE· y:j> ·<'.:: ) >= b; 
fin 
*** erre ur <26) du t yp e d~cl arsti o n inco hérente*** 
e q u m i r1 [ s c, m ( i ) c ( j_ ) * >: ( i > < i b j s \ + i 5 -!!· s c, m ( j ) k ( j > < 2 ) * y ( j ) J ; 
l.ff• , '=· o m i ; ) Ei * c: ( j_ :., < i b i s ) -!! ;-: ( j ) + =·Dm ( j ) k ( j ) * y ( j > < : : ) .•· - 6 ; 
f,:::..rn = [1_:-.:';J ; 
l ;:, l =· = [ 3 __ 5 J ; 
j = [ 1 _:: J; 
est c(i) = 1 ,2 ,3; 
k ( j) = 1 0, 20; 
equ min [som(i) c(i) * :-:( i >< ibis) + ::.s * som Cj) y ( i)J; 
*** erreur (26) du type déclaration inc ohérente *** 
k ( j ) = 10, 20; 
equ : min [ som ( i) c ( i) * :-: i'. i >< ibis ) + 15 * som ( j) y ( i) J; 
fam i = [ l _::":J; 
ibis = [ 3 _':.; J; 
j = [ 1 _'2 J; 
c ·:;t. c(i ) = 1,2,3; 
k ( j) = 10, 20; 
eq: . .1. min [ som ( i) c ( i) * >: ( i > < i b i =· ) + 15 * som ( j) y ( j) J; 
un ... som ( i) 8 * c(:i. >< ibi!ë.=. ) * ;.:(i)-+ k(j) * y(j ><: 2) >= b:; 
fin 
eq u min [ som ( i ) c ( i ) * :-: ( i > < i b i ~; "> + 15 * som ( j ) y ( j ) J ; 
un, som (i) 8 -JE· c<i > < ibis) -l! ·,-:( i) + k(j) * y<j >< 2) .>= 6; 
f am i = [ 1 _3 J; 
ibis. = [3_SJ; 
j = [ 1 __ :. J ; 
C': t 
equ 
C ( i) 
k ( j ) 
m :i. n 
= 1,2,3; 
= 1 o, :20 ; 
[ som ( i ) c ( i > -JE· :-: ( i ><j) + 15 * som ( j) y(j)J; 
*** erreur (54) du type dé~alage imp oss ible*** 
k ( j ) = 10, 20; 
equ min [ sorn ( i) c ( i ) _.. :-: ( i > < j) + 15 * som ( j) y ( j :i J; 
fam i = [1_3J; 
ibis= [3_5J; 
j = [ 1 __ 2 J; 
c:st c(i) = 1,2,3, 
k ( j ) = 10, 20; 
equ 
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min [ som ( i ) c ( i ) -~ :-: ( i >< ibis) 
un •i # i ? som ( i ) 8 *· c ( i >< ibis) 
+ 15 * 
* :< (i) 
som ( j ) y ( j ) J ; 
+ som ( j ) k ( j ) *· y(.:i><2:) '>= 6-
fin 
*** erreur (64) du type famille apparaissant dans u# ll et dans llsomn ** 
equ min [ som ( i ) c ( i ) ·li· >: ( i > < i b i s) + l 5 ·!!-
un , # i , som ( i ) Ei *· c: ( i > < i b i '=· ) *· :,-: ( j_ ) 
som ( j ) y ( j) J ; 
+ som ( j ) k ( j ) * y(j><2) >= 6 . I 
f am i = [ l __ 3 J :: 
ibis= (wavre,b x l,namur ) ; 
j = [ 1 __ 2 J; 
es t c(:i.) = 1 ,2,3; 
k ( j ) = :1. 0, 20; 
e q u m i n [ s=, o m ( i ) c: ( i ) -Ili· :-: ( i > < i b i ,,:; ) + 1 5 -l<' s o m ( j ) y ( j ) J ; 
*** erreur (54) du type décalage impossible*** 
k ( j ) = 1 0, :::o ; 
equ min [ som ( i ) c ( i ) ir;. >: ( :i. ><ibi s) + 15 * som ( j ) y ( j ) J ; 
f am j_ = [ :1. _ ::::: J ; 
ibis = C 3 _5 J; 
j = [ l __ 2 J; 
es t c(i) == 1,2,~::; 
k ( j ) = :L O ·i 20; 
e q u m i n [ ·=.:; o m ( i ) c: ( i ) -~ :-: ( i > < 4 ) + l 5 * s o m ( j ) y ( j ) J ; 
*** erreur (39) du type valeur no n comprise dans les bornes*** 
k ( j ) == 10 ~ 20; 
E•qu mi n [som(i) c(i ) •J(c :-:(i> < 4) + 15 -li· s:.om(.j) y(j)]_; 
f am i = [ 1 _3 J; 
ibis= [3_5]; 
j = [ 1 _2 J; 
c:st c(i) = 1,2,:::!:; 
k < j ) = 1 0, 20; 
E•qu min [som(i) c(i> < 4) -li· >:( i ) + 15 ~- som(j) y(j)J; 
**~ erreur (39) du type valeur non comprise dans les bor nes*** 
k < j ) = 10, 20; 
equ min [som(i) c(i><4) ·1(- :-:( i) + 15 ·1(- som(j) y(j)]; 
,•'•· 
7 
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*** erreu r (46) du t ype tr op d' éléments d e somme*** 
**~*** debut du fichie r **~** 




**~ erreu r ( 46) du t ype trop d'éléments de som me *** 
fin 
equ min[2* x + 3*y 4*zJ; 
un, 2*z 3*x + 4-1ty 5*z - 6*y + 7* x - B*z + 5*t >= 1; 
*** erreur (4 6) du t y pe tr op d ' éléments de somme*** 
equ m i n [ 2 * :-: + 3 *· Y 4* Z]; 
un, 2*z 
fa.m i =[1_3J; 
j = [ 1 _2 J ; 
est c (i) = 1.1 2,3; 
equ min [ som ( i, j) c ( i) J; 
fin 
*** e rreur ( 65) du t yp e fam il le sup ~ rflue *** 
est C ( i ) - 1 ,.., ~ .. 
- ... 'J ... ,: ·-· ' 
eq u min [sc,m (i ,j ) c(i ) J; 
fam j_ =[ .l _ . .:-,]; 
j = [ 1 _:=: J; 
est c ( i) = 1,2 5 :::'.",; 
eq u mi n [ s.om ( i , j ) >: ( i ) J ; 
fi n 
**··.li· e r r e u r· ( 6 .5 ) d u t .Y p e fa m i 1 .i. e _::; ,:.1 p e- r y· 1 u e * * * 
est c (i) = 1,2?3; 
e q u m i n [ s o m ( i ? j ) :-: < i ) J ; 






j = [ 1 _2 J; 
: e(i) = 1,2,3; 
min [ som ( i , j ) e ( i ) * :di)J; 
*** erreur (65) du type famille superflue*** 
est c(i) = 1,2,3; 
equ min [ som ( i, j) e ( i) * :-: ( i) J; 
•.... 
fam i =[1_3]; 
j = C 1 _2 J; 
est : c<i,j) = 1,2,3,4,5,6; 
eqLl 
fin : 
min C som ( i , j ) e ( i , j > < 1 ) J; 
*** erreur (65) du type famille superflue*** 
est e<i,j) = 1,2,3,4,5,6; 






j = [ 1 _2 J; 
e(i) = 1,2,3; 
min [ som ( i , j ) 
.,, 
>:(i,j >< 1)J; 
*** erreur (65) du type famille superflue*** 
est e(i) = 1,2,::,; 
equ : min [ som ( i, j) :-: ( i, j > < 1 > J; 
..... 
fam i =[1_3J; 
j = [ 1 _2 J; 
est: c<i,j) = 1,2,3,4,5,6; 
equ : min [ som ( i, j) c < i, j > < 1 > * x ( i, j > < 1) J; 
fin 
*** erreur (65) du type famille superflue*** 
est c(i,j) = 1,2,3,4,5,6; 




fam : i = [1_3J; 
j = C 1 _2 J; 
k = C1_4J; 
est: c(i,j) = 1,2,3,4,5,6; 
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equ: min Csom<i,j) c(i,j) * }:(i,j)J; 
un, # j, som ( i , k) :•: ( i, j ) = som < i ) c ( i, j ) 
fin 
*** erreur (65) du type famille superflue*** 
equ: min Csom<i,j) c(i,j) * >:(i,j)J; 
un , # j , som ( i , k ) :•: ( i , j ) = som ( i ) c ( i , j ) 
equ: mintx + yJ; 
Lin, >: + 3 <= 0; 
fin 
.•··. 
*** erreur (63) du type riel hors _position*** 
equ: min[>:+ yJ; 
un, >: + 3 <= 0; 
equ: mintx + yJ; 
un, >: <= y; 
fin : 
.•·•. 
*** erreur (50) du type variable hors position*** 
equ : min [ >: + y J; 
un, x <= y; 
✓••• 
est: c = 10; 
equ: min[x + yJ; 
un, x <= c * y; 
fin : 
*** erreur (50) du type variable hors position*** 
equ: min[x + yJ; 
un, x <= c * y; 
est: c = 10; 
equ: mintx + yJ; 




*** erreur (62} du type constante hors position*** 
equ : min[>: + yJ; 
un, :•: + c <= 2; 
···•. 
est: c = 10; 
equ min[x + yJ; 
un, x + 3 * c <= 2; 
fin 
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*** erreur (62) du type con s tante hors position*** 
equ min[ x + yJ; 
un, x + 3 * c <= 2; 
., ... 
fam: ville= (b:-: 1,namur,liege ) ; 
equ ma x [som(ville <> wavre) x (ville)J; 
fin 
*** erreur (41) du type nom n o n repris dan s l'lnumlrati o n *** 
fam vil le = (b>: 1, namur, 1 iege ) ; 
equ: ma x [som(ville <> wavre) x (ville>J; 
,•••. 
fam ville= (bxl,namur , liege); 
equ ma x [som(ville) x(ville >< wavre)J; 
fin 
*** erreur (41) du t y pe n o m non repris dans l'lnumlration *** 
fam vil le = (b:•: 1, namL1r, 1 iege); 
equ max[som(ville) x(ville >< wavre>J; 
fam ville= (bxl,namur,liege); 
est c(ville) = 1,2,3; 
..... 
equ: max[som(ville) c(ville >< wavre>J; 
fin 
*** erreur (41) du type nom n o n repr i s dans l ' ln u mlrati o n *** 
est: c(ville) = 1,2,3; 
equ ma x [som(ville) c(ville >< wavre>J; 
.. • .. 
fam . i = C 1 _3 J; . 
j = [ 1_ 2 J; 
est cl ( i , j ) = 1,2,3,4 , 5,6; 
c2<i,i) = 1,2,3,4,5,6,7,8,9; 
. min [ som ( i) c2 < i >< 1 , i > ] ; . equ 






1 û (l 





(l 0 (l 0 
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est code _est 
1 2 1 0 
variable code _var 




equation 1 nom 
no_ent_ptt 











1 0 (l 0 (l 
cst1 code1 est 
-
1 0 0 (l 
var' 1 codel 
-
var 
1 1 (l (l 
multl 






som code2 _som 
1 1 0 (l (l 0 
cst2 code2 _est 




Il }~ Il 1 ' o, o, 
Résultats de la transformation 






























Il o. o o. o o. o o. o o. o o. o o. o o. o o. o o. o 
Tableau "D" : 








appendice tests équations 37 
Tableau>: "A" et 
1 1.0 1.0 
2 1.0 1.0 
3 O.û 0.0 
4 0.0 0.0 
5 o.o o.o 
6 o.o o.o 
7 0.0 o.o 
8 0.0 0.0 
9 o.o 0.0 
10 0.0 0.0 
z = -3.00 
w = o.oo 
fam : i = [1_3J; 
j = [ 1 _2]; 
"B" 
1.0 0.0 o.o 0.0 0.0 
1.0 0.0 0. 0 0. 0 o.o 
0.0 o.o 0.0 o.o o.o 
o.o o. (l (l. 0 0.0 o. 0 
o. (l 0.0 0.0 o.o o.o 
o. 0 0. 0 0. (l o.o (l. (l 
o.o 0.0 o. 0 0.0 o.o 
o. (l o.o 0.0 o. 0 o. 0 
(l. 0 o.o 0. 0 0.0 0. (l 
0. 0 0. 0 0.0 o.o o.o 
est cl<i,j) = 1,2,3,4,5,6; 
c2(i) = 10,20,30; 
equ: min [som(i) >:<i >< 1,i)J; 
un, som ( i) >: ( i, i) <= som ( i) c2 ( i) ; 
fin : 
Fonction objectif: 
no_elem ! no_ent_som 





mult . . 
1 1.000 
Equations: 
equation 1 nom 
no_ent_ptt 




































o.o 0.0 0.0 
0.0 o.o o. (l 
O.û o.o 0.0 
0.0 0.0 (l. 0 
0.0 0.0 0.0 
o. 0 o.o o.o 
o.o 0.0 o.o 
0.0 0. 0 0.0 
0.0 o.o 0.0 
o. (l o.o 0. (l 
la fonction. 
val _som 
0 0 0 
val est 
-
0 0 0 
val var 
-
0 1 0 
val_ptt 
0 0 0 
val 1 sorn 
-(l 0 0 
vall _est 
(l 0 0 
vall var 
-

















- ------- ------------------- ----











1 1 0 0 0 0 0 0 0 
cst2 code2 _est val2 
-
est 




Il " Il 
1 ' 1 ' o, h 
Résultats de la transformation 
Tableau "C" : 
Il 1.0 1.0 1.0 0.0 0.0 0.0 0.0 0.0 o.o 0.0 Tableau "D" . . 
Il ! o. o ! o. 0 ! 0.0 1 0.0! 0.0! 0.0! 0.0! 0.0! 0.0! 0.0 
Tableau:-: "A" et 
1 1.0 0. 0 




4 0.0 0.0 
5 0.0 0.0 
6 0.0 0.0 
7 o.o 0.0 
8 0.0 0.0 
9 o.o 0.0 
10 0.0 o. 0 
:z = 0.00 
w = 0.00 
f am i = [ 1 _3 J; 
j = C 1 _2 J; 
"B" 
0.0 o.o 1.0 
0.0 0.0 o. 0 
o. 0 0 . 0 o.o 
0.0 o. 0 o. 0 
0.0 o.o o. 0 
o.o 0.0 0.0 
0.0 o.o 0.0 
0.0 o. 0 o.o 
o.o o. 0 0.0 
o.o 0.0 0.0 
est: cl(i,j) = 1,2,3, 4 ,5,6; 
c2(i) = 10,20,30; 
0.0 o.o 0.0 
0.0 0.0 o. 0 
0.0 0.0 o.o 
0.0 o.o o.o 
0.0 0.0 0.0 
0.0 0. (1 o. 0 
0.0 0.0 o.o 
0. 0 o.o 0.0 
0.0 0.0 0.0 
(l. (l o.o o.o 
equ min [som(i) c2(i >< l) * >:(i >< 1,i>J; 
un, som ( i) >: ( i, i) <= som ( i) c2 ( i) ; 
fin 
Fonction objectif : I 1 faut minimiser la 
no elem 1 no ent som code som 
- - - -1 1 0 0 (l 0 (l 
est code est 
-
1 2 1 0 0 
variable code var 
-1 1 1 0 0 1 
mult : 
1 1. 000 
1.0 o.o 
o.o (l. 0 
0.0 o.o 
o.o 0. (l 
o. 0 0.0 
o. (l 0.0 
0.0 o.o 
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Equations: 








0 0 0 
no1 _ent 
-
som code 1 _som 




1 0 0 0 
var1 codel _var 











1 1 0 0 0 0 
cst2 code2 _est 
1 2 0 0 
mLI 1 t2 
1 1 . 00000 
Variables 
Il ,.., Il 
,·, 1 ' 1' (l' 
Résultats de la transformation 
Tableau "C" : 
Il 10 . o 10.0 10.0 o.o o.o 0. (l 0.0 
Tableau 110•· : 
Il ! o.o! 0.0! 0.0! o. (1 ! 0. 0 ! 0.0' 0.0 1 
Tableau>: "A" et "B" 
1 1.0 0. 0 o.o o.o 1.0 o.o o. û 
2 o.o 0.0 (1. 0 o. 0 0. 0 o.o 0.0 
3 o.o o.o 0.0 o.o 0.0 0. 0 o.o 
4 0.0 0.0 0.0 ci. (l 0.0 o. 0 0.0 
5 o.o o.o 0.0 o.o 0.0 o.o o.o 
6 0.0 0.0 o. 0 o. 0 o.o o.o o. 0 
7 o.o 0.0 û.O o.o o.o 0.0 o.o 
8 0.0 o.o û. 0 o.o 0. (l o.o o.o 
9 0.0 0.0 o. (l o.o 0.0 o.o o.o 
10 0. 0 (1. (l 0.0 o. (l o.o o.o o.o 
z = 0.00 
w = (1.00 
val_ptt 
0 0 0 
val 1 som 
-
0 0 û 
val1 est 
-
0 0 0 
val 1 _va r 
0 0 (l 
val2 som 
-
0 0 0 
val2 _est 
0 1 0 (l 
0.0 o.o o.o 
0.0 1 0. 0 1 0.0 
0.0 1.0 0.0 
0. 0 o. 0 0.0 
o.o 0.0 0.0 
o.o 0.0 0.0 
o.o 0.0 0.0 
o.o 0. (l o.o 
0.0 0.0 o.o 
o. 0 û.û 0.0 
o.o o.o 0.0 
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f am i = ( 1 _3 J ; 
j = C 1 _2 J; 
est c1<i,j) = 1,2,3,4,5,6; 
c2Ci,i> = 1,2,3,4,5,6,7,B,9; 
equ =- min [som(i) c2(i >< 1,i> * >:(i >< 1>J; 
un, #j, som(i) >:(i) <= som(i) cl<i,j); 
fin 
Fonction objectif : Il faut minimiser la 







1 1 0 0 0 0 0 
est code est 
-
1 2 1 0 0 
variable code var 
-
1 1 1 0 0 
mult 
1 1. 000 
Equations: 












2 0 0 1 û 0 0 







1 1 0 0 0 0 
cstl codel _est 
1 0 0 0 
varl codel _var 




no2 ent som code2 som 
- - -
1 1 0 0 0 (l 
cst2 code2 est 
-
1 1 (l 0 
mult2 
1 1 • 00000 
Variables 
">: " 1, o, o, 
Résultats de la transformation 
Tableau "C" : 
0 0 0 
val 1 som 
-0 0 (l 
va11 est 
-
0 (1 (l 
val 1 var 
-0 0 0 
val2 som 
-0 û 0 
val2 est 
-
0 û 0 
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Tableau "D" : 
Il ! o. o ! 0.0 1 0.0 1 
Tableau:-: "A" et 
1 1.0 1.0 
2 1.û 1.0 
"':!' 
._, o.o 0.0 
4 o.o o.o 
5 o.o o.o 
6 û. 0 o. 0 
7 o.o û.O 
8 û.O o.o 
9 0.0 o.o 
10 o.o û.O 
z = 0.00 
w = 0.00 
fam i = [1_3J; 












0. O' 0.0 1 0.0! 0.0 1 0.0 1 
0.0 0.0 o.o o.o o.o 
o.o o.o û. 0 o. (l 0. (l 
o.o 0.0 o.o o.o 0.0 
û.O (l.0 o.o 0.0 O.û 
0.0 0.0 (1. 0 0.0 0.0 
o.o o.o o.o o. (l o.o 
0.0 0.0 0.0 û.O û.O 
0.0 o.o 0.0 o.o o. 0 
o. 0 o. 0 o.o o.o O.û 
û.O o.o 0.0 0.0 O.û 
est c1<i,j) = 1,2,3,4,5,6; 
c2(i,i) = 1,2,3,4,5,6,7,B,9; 
equ: min [som(i) c2(i,i><1> * x(i >< 1)J; 












o.o û. (l 


















equation 1 nom 
no_ent_ptt 













0 û (l 
codel som 
-


















0 0 0 
val est 
-(l (l 1 
val var 
-
0 1 0 
val_ptt 
0 0 0 
val 1 som 
-
0 0 0 
vall _est 
0 0 û 
val 1 var 
-

























1 1 0 0 1 0 0 (l 0 0 
cst2 code2 est val2 _est 
1 1 
mult2 
1 1 . 00000 
Variables 
If,., Il 
; , 1 ' o, 
0 
o, 
Résultats de la transformation 
Tableau "C" : 
-
0 (l 0 
Il 12.0 o.o o.o o.o o.o o.o o.o o.o o.o o.o 
T ab 1 eaLt "D" : 
Il ! o. o ! o. o , o. o , o. o ! o. o ! o. o ! o. o ! o. o ! o. o ! o. o 
Tableau>: "A" et "B" 
1 1.0 1.0 
2 1.0 1.0 
3 0.0 0.0 
4 0.0 0.0 
5 0.û 0. 0 
6 o.o o.o 
7 o.o 0.0 
8 o.o o. 0 
9 o.o 0.0 
10 0.0 0.0 
z = 0.00 
w = 0. (H) 
f am : i = [ 1 _3 J ; 
j = [ 1 _2 J; 
1.0 0.0 o.o 
1.0 0.0 0.0 
o.o o.o 0.0 
o.o o. 0 0.0 
o.o 0.0 o.o 
0.0 o.o 0.0 
o.o 0.0 o.o 
o. 0 o.o o. 0 
0.0 o.o 0.0 
0. (l o. 0 o.o 
est cl(i,j) = 1,2,3,4,5,6; 
c2(i) = 1,2,3; 
0. (1 o.o o.o 
o. 0 o.o 0. 0 
o.o 0. 0 o.o 
0.0 o.o 0.0 
0.0 0.0 0.0 
0.0 o.o o.o 
0.0 0.0 0.0 
o. 0 o. 0 o. 0 
o.o o.o o.o 
o. 0 0.0 0. 0 
equ min [som(i) c2(i ><1) * >:(i,i >< 1)J; 
un, #j, som(i) :-:<i,i) <= som(i) cl(i,j); 
fin 
0. 0 0.0 








o. 0 o.o 
0 
Fonction objectif : 
no_elem ' no_ent_som 




1 1 (> 0 1 0 0 0 0 0 
est code _est val 
-
est 
1 ,.., 1 0 0 1 0 .,,;_ 
variable code _var val 
-
va~' 
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mult : 








nom : 11 Lln 11 
code_ptt 
0 0 û 
codel som nol ent som 
-
- -



















1 1 0 (l 0 û 
cst2 code2 _est 




U x Il 
1 ' 1, 0, 
Résultats de la transformation 
Tableau "C" : 
Il 1.0 o.o o.o 1.0 o.o o.o 1.0 Tableau 11011 : 
Il ! o. o, 0.0 1 0.0 1 0.0! 0.0! 0. 0 ! 0.0 1 
Tableau >: "A" et "B" 
1 1.0 o.o o.o o.o 1.0 o.o o. 0 
,.., 
,!. 1.0 o.o û.O o.o 1.0 0.0 o.o 
' -· 
0. (l o.o 0.0 0.0 o.o 0. (l 0.0 
4 0.0 o.o o. 0 o.o o. (l (l. 0 0.0 
5 0.0 o. 0 0.0 0.0 o.o o. 0 o.o 
6 o. (1 o. 0 0.0 0. (1 o. (l 0.0 0.0 
7 o. 0 o.o o.o û. 0 0.0 0.0 û.O 
8 0.0 o.o o.o o.o o.o o.o o.o 
9 o. 0 0.0 0.0 û. (l 0.0 0.0 0. (l 
10 o.o o.o o.o o. (l o.o 0. 0 o. 0 
z = O.Oû 
w = 0.00 
val_ptt 
0 0 0 
val 1 som 
-
0 0 (l 
val 1 est 
-
0 0 û 
val 1 var 
-
0 0 (l 
val2 _som 
0 0 0 
val2 est 
-
0 (l 0 
o.o o.o o.o 
0.0 1 0.0! 0.0 
O.û 1.0 0. 0 
o. (l 1.0 o.o 
0.0 o.o O.û 
o. 0 0.0 0. (l 
o.o o.o 0.0 
0.0 o.o o.o 
o.o 0.0 0.0 
o.o (l. 0 (>. û 
o.o 0.0 o.o 
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fam i = t1_3J; 
j = t 1 _2 J; 
est c1(i,j) = 1,2,3,4,5,6; 
c2(i) = 1,2,3; 
equ min tsom(i) l{(i,i >< 1)J; 
un, # j, som ( i > x ( i, i) <= som ( i) c 1 ( i, j) ; 
fin 
Fonction objectif : 
no _elem 1 no _ent som 
-






1 1. 000 
Equations: 
equation 1 nom. 
no_ent_ptt 
2 0 0 ! 
Code = °' ~·
1er membre 
nol ent som 
-
-














U H Il 






I 1 faut minimiser la fonction. 
code som Vëc. l _som 
-
0 0 0 0 0 




0 0 0 0 0 




0 1 0 0 1 
"un" 
code_ptt 
0 0 0 
val_ptt 
0 0 0 
code! som vall _som 
-
0 0 0 0 0 0 




0 (l 0 0 0 
code1 var val i _var 
-(l 0 0 0 0 




0 0 0 0 0 0 
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Résultats de la transformation 
Tableau "C" : 
Il 1 . o o . o o. o 1 • o o. o o. o 1 • o o. o o. o o. o 
Tableau 11 D11 : 
Il ! o.o! o.o! 0.0 1 
Tableau :-: "A" et 
1 1.0 o.o 




4 o. 0 0. 0 
5 0.0 0.0 
6 o.o o.o 
7 o.o o.o 
8 o. 0 o.o 
9 0.0 0. 0 
10 o.o 0. 0 
z = o.oo 
w = 0.00 
fam i = C 1_3J; 























0.0! 0.0! 0.0 1 0. (l ! 0.0! 0.0 
1.0 0.0 o.o 0.0 1.0 0.0 
1.0 0.0 o.o o.o 1.0 o. 0 
0.0 0.0 o.o o.o o.o o.o 
0. (l o.o o. (l 0. 0 o.o o.o 
o.o o.o o.o 0.0 o.o o.o 
o. 0 o.o o. 0 0.0 o.o 0. 0 
o.o 0.0 0.0 o.o o.o 0.0 
o.o o. 0 0.0 o. 0 0.0 o.o 
0. 0 (J. 0 0.0 o.o o.o o.o 
0. (l o. 0 o.o o. 0 o.o o. (l 
est: cl(i,j) = 1,2,3,4,5,6; 
c2(i,i) = 1,2,3,4,5,6,7,B,9; 
equ min [som(i) c2(i,i >< l>J; 
Lin , # j , som ( i ) >: ( i , i ) < = som ( i ) c 1 ( i , j ) ; 
fin 




Il faut minimiser 
code_som val som 
1 0 
est 






equa t ion . 1 nom 
no_ent_ptt 
2 0 0 ! 
Code= 
1er membre 








0 (l 0 
-
0 (l 0 
val est 
-
0 0 1 
val var 
-
0 0 0 
val_ptt 
0 0 0 
no1 _ent_som eode1 som val1 som 
-
-
1 1 0 0 ù ù (l 0 0 
cst1 
1 0 
code! _est vall _est 





























Il " Il 






som code2 _som 




Résultats de la transformation 
Tableau "C" : 
Il o. o 0.0 0.0 
Tableau "D" : 
Il ' 0.0! 0.0 1 0.0 1 
Tableau,: "A" et "B" 
1 1.0 0.0 o.o 
2 1.0 0. 0 o.o 
"'!" o.o o.o o.o 
·-· 
4 o.o 0.0 o.o 
5 0.0 o.o o.o 
6 o. (l 0.0 0. 0 
7 0.0 0.0 o.o 
8 0.0 û. 0 0. (l 
9 o.o o.o o.o 
10 0. (l o.o 0.0 
:z = -3.00 
w = 0.00 
f am i = [ 1 _3 J; 
j = [ 1 _2 J; 
est c(i) = 1,2,3; 
0.0 0. (1 0.0 o.o 
0.0! 0.0! o. 0 ! 0.0! 
o.o 1.0 o.o o.o 
0.0 1.0 o.o o.o 
0.0 o.o o.o o. 0 
o.o o. 0 o. (l 0. (l 
0.0 o. 0 O.û o.o 
0. 0 o.o 0.0 0.0 
(1. 0 0. 0 o.o o.o 
o.o o. (l o.o (1. (l 
0.0 o.o o.o o.o 
0. (l o.o o. (l o.o 
eq u min [ som ( i ) c ( i ) * >: ( i > < 1 ) J ; 
Ltn, som ( i) c < i > < 1) * :-: ( i) <= 2; 
fin : 
Fonction objectif : I 1 faut minimiser 
no _elem 1 no ent som code som 
- -
-




1 1 0 0 
val l_var· 
0 0 0 
val2 som 
-(l 0 0 
val2 est 
-
0 (l (l 
0.0 o.o o.o 
0.0! 0.0 1 o.o 
o.o 1.0 o.o 
o.o 1.0 0.0 
o.o 0.0 o.o 
0.0 o.o o.o 
o.o o.o o.o 
o. 0 0. 0 o.o 
0.0 0.0 0.0 
0. (l o. 0 0. (l 
o.o 0.0 0.0 




0 0 0 
val _est 

































(l 0 (l 




1 1 0 0 1 0 0 
est1 eode1 _est 
1 1 1 0 
var1 eode1 _var 




no2 _ent _som eode2 
-
som 








11,., t1 ,,. 1 ' o, o, 
Résultats de la transformation 
Tableau "C" . . 
u 6.0 0.0 0.0 0.0 0.0 0.0 0.0 
Ta leau "D" : 
Il . - - , 0.0! 0.0 1 0.0! 0.0! 0.0 1 0.0! ' u. ()' 
Tableau:-: "A11 et 11B11 
1 1. 0 1. 0 1.0 0.0 o.o o.o o.o 
2 o. 0 o.o 0.0 0.0 0. (l o.o o.o 
3 0.0 o.o o.o 0.0 0.0 û.O o. 0 
4 û. (l 0.0 O.û o. 0 o.o 0.0 o. û 
5 o.o 0.0 0.0 0.0 0.0 0. 0 o.o 
6 0.0 o.o o. û o.o o.o o.o o.o 
7 0.0 0.0 0.0 0.0 o.o o.o 0.0 
8 o.o o.o 0. (l 0.0 o.o o.o (l. (l 
9 o.o o.o û.û o.o 0.0 o.o û.O 





0 0 (l 
val1 som 
-
0 0 0 
val 1 _est 
0 1 0 
val 1 _var 
0 0 0 
val2 som 
-
0 (l 0 
val2 est 
-
0 (l 0 
û. 0 0.0 0.0 
0.0 1 0.0! O.û 
o.o o.o 0.0 
0.0 0.0 0.0 
O.û o.o o.o 
û. û o.o o. 0 
0.0 o.o 0.0 
o. (l o.o o.o 
o. 0 0.0 o.o 
o. 0 o. 0 o.o 
0.0 0.0 0.0 
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z = 0.00 
w = o.oo 
f am : i = [ 1 _3 J; 
j = [ 1 _2 J; 
est c(i,j) = 1,2,3,4,5,6; 
equ min [som(i,j) c(i,j) * :{(i,j)J; 
un, #j, som(i) }: (i,j >< 1) <. = som(i) c(i,j >< 1); 
fin 





















ent som nol 
- -












1 1 . 00000 
Variables 








0 0 0 
code _est 
0 0 (l 
code _var 
0 0 0 
"un" 
eode_ptt 




















































appendice tests équations 49 
Résultats de la transformation 
Tableau "C" : 
Il 1.0 2. () 3.0 4.0 Tableau "D" . . 
Il 1 0.0' 0.0! 0.0 1 0.0! Tableau ►: "A" et "B" 
1 1.0 0.0 1.0 0.0 
2 1.0 0.0 1.0 o.o 
' ·-· 
0.0 0.0 0.0 o.o 
4 0.0 0.0 O.û o.o 
5 o.o 0.0 o.o o.o 
6 0.0 0. 0 o.o o.o 
7 0.0 0.0 o.o o.o 
8 o. C, 0. (l o.o o.o 
9 0.0 o.o o.o 0.0 
10 0.0 o.o 0.0 o.o 
z = 0.00 
w = 0.00 
equ max[3 * x + 5 * yJ; 
corn blablabla 
fin 
*** erreur (22) du 
equ ma x [3 * x + 5 * yJ; 
corn blablabla 
·'·· 















*** erreur (22) du type 
equ: ma x [3 * x + 5 * yJ; 
fin 
..... 















Il Il , 
0.0 0.0 0.0 
0.0 1 0.0! 0.0! 
o.o 0.0 o.o 
o. 0 0.0 o. 0 
o. 0 0. 0 0.0 
O.û o.o o.o 
o. 0 o.o 0.0 
o.o o.o o. (l 
0.0 o.o 0. 0 
0. 0 0.0 0.0 
o.o o. 0 o. û 
o.o o.o o.o 
attendu*** 
attendu*** 
*** erreur (38) du type ucu attendu*** 
****** debut du fichier***** 
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eq u ma x [3 * x + 5 * yJ; 
123 , X - 2 *y ) = 6; 
*** erreur ( 1) du type nom invalide*** 
eq u : ma x [3 * x + 5 * yJ; 
123, X - 2 *y } = 6; 
eq u mi n[ x +y+ z + t + k + 1 + mJ; 
un, n + o + p + q >= 2; 
*** erreur ( 67) du type fin de fichie r ina t tendue*** 
un , n + o + p + q >= 
.•·•. 
equ ma x [2 * x + 3 * yJ; 
Lln, ~-~ + Z ( = 3; 
deu x , y t >= 2; 
trois, t + z <= 4; 
quatre, x + t <= 5; 
C i n q , - y + >: < = 1 ; 
si x , x - y - z <= 1; 
,.., . 
..:.. ' 





s b :, >: - y - z <= 1; 
i = 
j = 




[ 1 _ 3 J; 
[ 1 _2 J; 
[1_4J; 
[ 1 _5 J; 
[3 * >: + 4 * y]; 
#i, #j, #k, #1, :-:(i,j, k ,l )< = ,.., . .4, 
*** erreur (21) du type tr o p d'indice s *** 
: min 
un, 
[ 3 * >: + 4 * y]; 
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fam : i = [1_3J; 
j = C 1 _2 J; 
k = C1_4J; 
l = C 1 _5 J; 
equ: min [som(i,j,k,l) :di,j,k,l>J; 
*** erreur (21) du type trop d'indices*** 
1 = [ 1 _5 J; 
eq u min [ som ( i , j , k , 1 ) :-: ( i , j , k , 1 > J ; 






C 1 _3 J; 





[ som ( i , j , k > >: ( i , j , k > J ; 
y ( i , j, k, 1 ) <= 4; 
*** erreur (21) du type trop d'indices*** 
equ min [ som ( i, j, k > x ( i, j, k > J; 
un, y<i,j,k,l) <= 4; 
fam 
equ 
i = C 1 _3 J; 
min[ 3 * :-: 
#i, ►:(i) <= 
,•'•. 
+ 4 * y]; 
~-
~·' 
*** erreur ( 1) du type nom invalide*** 
equ min[ 3 * x + 4 * yJ; 
# i , >! < i ) < = 3 ; 
.... _ 
fam i = [1_3J; 
equ min[3 * x + 4 * yJ; 
som(i) ►:(i) <= 2; 
*** erreur (22) du type 
equ min[3 * x + 4 * yJ; 
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fam 
est 
i = [1_3J; 
C = 2; 
equ min[som(i) c * x(i)J; 
fin 
*** erreur (22) du type JI Il 
.• attendu*** 






C = 2; 
min [3 * 4 * c * xJ; 
*** erreur (22) du type Il Il .• attendu*** 
equ: min [3 * 4 * c * xJ; 
fin 
,•··. 
equ min [3 * x + 4 * yJ; 
un, 3 * x - 5 *y<= 2 + O; 
fin 
Fonction objectif . I l faut minimiser . 
no 
-





1 0 (l 



































0 0 0 
codel_som 
1 0 0 0 (l 0 



































1 1 0 
,..., 
..::. ! 0 
vat'l 
1 1 1 






1 ! 0 
2 1 0 
1 ! (l 






">:" o, o, o, 
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code1 _est ! val1 est 
-
0 0 (l ! 0 0 
0 0 0 ! 0 0 
codel var 1 val 1 var 
--
0 0 0 1 0 0 
0 0 0 1 (l (l 
code2 _som 1 val2 som 
-
0 0 0 1 (l 0 
0 0 0 1 0 0 
code2_cst ! val2 est 
-
0 0 0 1 0 0 
0 0 0 ! 0 0 
Résultats de la transformation 
Tablei\Lt "C" : 
li 3.0 4.0 o.o o.o 0.0 o.o o.o o.o o.o o.o 
Tableau "D" : 
Il ! o. o ! 0.0 1 0. 0 ! 0.0! 0.0! 0.0! 0.0 1 0.0! 0.0 1 0.0 
Tab 1 eau >: "A" et "B" 
1 3.0 -5.0 0.0 0.0 0.0 o. 0 0.0 0. 0 o.o o.o 
2 0.0 o.o 0. 0 o. 0 o. 0 (1. 0 0. (l o.o 0.0 o.o 
..,. 0.0 0.0 o.o o.o 0.0 o. (l 0.0 0.0 0.0 o.o 
~' 
4 0.0 o.o o. 0 0. 0 o. 0 0.0 0. 0 0. 0 0.0 o.o 
5 0.0 o.o o.o 0.0 0. (l o.o o.o o.o 0.0 0.0 
6 o.o 0.0 o.o 0.0 o.o o.o o.o 0.0 0.0 0. (l 
7 0.0 o.o 0.0 o.o o.o o.o o.o o.o 0.0 o.o 
8 o.o 0.0 0. 0 o.o 0. (1 o. 0 o. 0 o.o o.o 0. 0 
9 o.o 0. 0 o.o o.o o.o 0.0 0. 0 o.o o.o o.o 
10 o. 0 o.o o.o 0.0 o. 0 o.o 0.0 0.0 o. 0 o.o 
z = 0.00 
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fam : i = t1_3J; 
ibis = t O _2 J; 
j = t 1 _2 J; 
est c1(i,j) = 1,2,3,4,5,6; 
c: 2 < i ) = 1 0, 20, 30; 
eqL1: mintsom(i <> 1) c:2(i ><ibis)* :-:<i >< ibis)J; 
un, # i < > 1 , som ( j) y ( i, j) = c 2 ( i > < ibis> ; 
fin 












equation 1 nom 
no_ent_ptt 













ffiLI 1 t 1 
1 1.00000 
2nd membre 

















Il faut minimiser 
c:ode_som 
1 0 









1 (l 0 
code1 _som 















0 1 0 
val est 
-
0 2 0 
val var 
-
0 2 0 
val_ptt 
1 0 0 
val 1 som 
-
0 0 0 
val1 est 
-
0 0 (l 
val 1 _var 
(l (l 0 
va.12 som 
-(l (l 0 
val2 est 
-
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Résultats de la transformation 
Tableau "C" : 
Il 10.0 20.0 0.0 o.o o.o 0.0 0.0 o.o C>.O 0.0 
Tableau ··0•1 . . 
Il ! o. o ! 0.0 1 0.0! 
T ab 1 eau >: "A" et "B" 
1 0.0 o.o o.o 
..., o.o o.o o.o 
"-
3 o.o o.o 0. (l 
4 o. 0 0. (l 0. 0 
5 o.o o.o 0. 0 
6 o.o 0. (l o.o 
7 0.0 0. 0 o. 0 
8 o.o o. (l o. 0 
9 0.0 0.0 o.o 
10 o.o 0.0 0.0 
:z = o.oo 
w = 0.00 
f am i = [ 1 _3 J; 
i b i s = [ 0 _2 J ; 
j = [1_2]; 
0.0! 0. 0 ! 
o.o 0. 0 
0. 0 0.0 
0. (l 0. 0 
o.o o. (l 
o.o 0.0 
0.0 0. (l 
o.o o.o 
0.0 o. 0 
o.o 0. 0 
û. (l o.o 
est: cl(i,j) = 1,2,3,4,5,6; 
c2(i) = 10,20,30; 
0.0 1 0.0! 0.0! 0.0! o.o 
1.0 1.0 o.o o. (l o.o 
0. (l 0.0 1.0 1. 0 o. 0 
0. 0 0.0 o. 0 0. 0 0.0 
0.0 0.0 o.o o. 0 o.o 
0.0 o. 0 o. 0 0.0 o.o 
o.o 0. 0 o.o o. (l 0.0 
0.0 (l. 0 0.0 0.0 o.o 
0.0 o. 0 o.o 0. 0 o.o 
0. 0 o.o o.o o.o 0.0 











e q u m i n [ s o m ( i < > 1 ) e 2 ( i > < i b i s ) * }: < i > < i b i s ) J ; 
un, #i <> 1, som(j) y(i,j) + >:<i ><ibis)= e2(i >< ibisi; 
fin 










1 1. 000 
Equations: 
equation 1 nom: 
no_entytt 





















,..., (l 0 
"-
val _var 
0 2 0 0 
valytt 
1 0 0 




som codel som val1 som 
- -1 ~ 
-· 
0 0 0 0 0 0 (l 
2 0 0 0 0 0 0 0 0 
cstl codel est val 1 est 
- -1 0 0 0 0 0 0 
2 (l (l (1 0 0 (l 
varl codel _var val 1 _var 
1 2 0 (l 0 0 (1 
.., 1 3 0 0 2 0 ..:.. 
multl 
1 1.00000 






som code2 _som val2 
-
som 
1 û 0 0 0 (1 (l 0 0 
cst2 code2 _est val2 _est 
1 2 ~ 
-· 
(1 0 2 (1 
mult2 
1 1.00000 
Variables . . 
Il !·~ Il 1 ' ()' ()' 
"y" 1, 3, o, 
Résultats de la transformation 
Tableau "C" : 
Il 1 o. 0 20.0 o.o o.o 0.0 o.o 0.0 0.0 0.0 o.o 
Tab leaLl "D" . . 
Il ! 0.0 1 0.0~ 0.0~ 0.0 1 o.o ~ 0.0 1 0.0 1 0.0 1 0.0! 0.0 
Tableau>: "A" et "Bu 
1 1.0 o.o 0.0 0.0 0.0 1.0 1. 0 o.o o.o 0.0 
2 0.0 1.0 o. 0 o.o o. (1 o. (l 0. 0 1. 0 1 . (l 0.0 
3 0.0 o.o 0.0 o.o 0.0 o.o 0.0 0.0 0.0 0.0 
4 o. (1 o.o 0.0 0.0 o.o 0.0 0.0 o.o o.o 0.0 
5 0.0 0. (l 0.(1 0.0 0.0 0.0 0.0 0.0 0.0 o.o 
6 0.0 0. (1 o.o o.o o. 0 0. (l (l. (l 0.0 0.0 o. (l 
7 0.0 0.0 o. (l o. 0 0.0 0.0 0.0 o.o 0.0 0.0 
8 0.0 0. (l o.o (l. (l 0.0 0. (l 0.0 O.û o.o o. (l 
9 0.0 o.o o. 0 o.o 0.0 o.o o.o 0.0 0.0 0.0 
10 o. (l o. (l 0.0 o. (l o. 0 0.0 o. 0 o.o o.o o. 0 
z = o.oo 



















appendice tests équations 57 
f am : i = [ 1 _3 J; 
i b i s = [ 0 _2 J ; 
j = [ 1 _2]; 
est: cl(i,j) = 1,2,3,4,5,6; 
c2(j,i) = 10,20,30,40,50,60; 
equ: min[som(j,i <> 1) c2(j,i >< ibis)* >: (j,i >< ibis>J; 
Lln, # i < > 1 , som ( j ) y ( i , j) + som ( j) >: ( j , i >< ibis) = 
som ( j ) c 2 ( j , i >< ibis) ; 
fin : 




3 1 0 
est 
1 .., .,_ 
variable 
1 1 
mLI 1 t . . 
1 1.000 
Equations: 
equation 1 nom: 
no_ent_ptt 
1 0 0 ! 
Code = 1 
1er membre 
nol ent som 
- -
1 ! 3 0 
2 1 3 0 
cstl 
1 ! 0 
2 ! 0 
varl 
1 ! 2 





no2 _ent _som 
1 1 3 0 
cst2 
1 1 2 
mult2 
1 1.00000 
Il faut minimiser 
code_som 
0 1 
1 code est 
-
1 (1 < 
·-· 
! code var 
-
1 (1 3 
"un" 
code_ptt 
1 0 0 
1 codel som 
-
0 ! (l (l 
0 ! 0 0 
! codel est 
-
! û 0 
! (l 0 
! code1 _var 




1 code2 som 
-
0 1 (l (l 








(l 0 1 
val est 
-
0 0 2 
val _var 
0 0 2 
val_ptt 
1 0 0 
! vall som 
-
0 1 0 (l 
0 ! 0 0 
! vall est 
-
0 1 0 (l 
0 1 0 0 
1 val 1 var 
-(l ! 0 (l 
0 1 0 .., .,_ 
! val2 som 
-(l 1 0 0 
1 val2 _est 












appendice tests équations 58 
Variables 
"x" 3, 1, O, 
"y" 1, 3, o, 
Résultats de la transformation 
Tableau "C" : 
Il 10.0 20.0 o.o 
Tableau "D" : 
Il , o. o 1 o.o~ 0.0 1 
Tableau>: "A" et "B'I 
1 1.0 0.0 0.0 
"") o.o 1.0 o. 0 ,<.. 
3 o.o o.o o.o 
4 o. 0 o. 0 o. (l 
5 0.0 o.o o. 0 
6 0.0 o.o o.o 
7 o.o o.o o.o 
8 o.o o. 0 0. 0 
9 0.0 0.0 o.o 
10 o. (l o.o 0. (l 
z = 0.00 
w = o.oo 
f am : i = [ 1 _3 J ; 
i b i s = [ 0 _2 J ; 
j = [ 1 _2]; 













50.0 0.0 o.o o.o o.o 0.0 
0.0 1 0. (1 ! 0.0 1 0.0 1 0.0 1 0.0 
o.o o.o 0.0 0.0 1.0 1.0 
1.0 o.o o.o o. (l o.o o. 0 
o.o o.o o.o o.o 0.0 o.o 
o.o (l. (l o.o o.o o.o o.o 
o.o o.o 0.0 o.o o.o o.o 
0.0 o.o 0. 0 o.o o.o o. (l 
o.o o.o 0.0 o.o o.o o.o 
0.0 o. 0 o.o o. 0 0. 0 o.o 
(l. (l 0.0 0.0 0. 0 o.o o.o 











est cl(i,j) = 1,2,3,4,5,6; 
c2Cj,i) = 10,20,30,40,50,60; 
equ min[som<j <> 1,i <> 1) c2(j,i >< ibis) * >:<j >< jbis,i >< ibis)]; 
un, # i < > 1, som ( j < > 1) y < i, j > < j bis) + som ( j ) >: ( j , i >< ibis) = 
som(j)c2(j, i >< ibis); 
fin : 















equation 1 nom 
no_ent_ptt 
1 0 0 ! 
Code= 1 
0 
















0 1 1 0 
val est 
-
0 ù 2 0 
val _var 
0 4 2 0 
val_ptt 
1 0 (l 
1er membre 












mLl l t 1 
1 1.00000 












1 1. 00000 
Variables 
"x" 3, 1, C>, 






appendice tests équations 59 
code1 som val1 
-
som 
-1 0 0 1 0 
0 0 0 0 0 
codel _est val 1 
-
est 
(l 0 0 0 0 
0 (l 0 0 0 
code1 var val1 
-
var 
-(l 3 0 (l 4 
0 3 0 1 0 2 
code2 
-
som val2 som 
-
(1 0 0 0 (l 
code2 _est val2 
-
est 
0 ..,. _, 0 0 2 
Résultats de la transformation 
Tableau "C" : 
Il 40.0 50.0 o.o o.o o.o o.o o.o o.o 0. (l 0.0 
Tableau "D" . . 
Il ! o.o! 0.0! 0.0 1 0.0! 0.0! (l.0! 0.0! 0.0! 0.0! 0.0 
Tableau:-: "A" et "B" 
1 1.0 o.o o.o 1.0 o.o 0.0 o.o o.o 1.0 o.o 
2 o. 0 1.0 0.0 o.o 1.0 o.o o.o 0.0 0.0 o. 0 
3 0.0 o.o o.o o.o o.o o.o o.o o.o 0.0 o.o 
4 o.o o.o (l. (1 o.o o. (1 o.o o. 0 o.o (l. (l 0.0 
5 o. 0 o. 0 (l.0 o.o o.o o.o 0.0 0. 0 o.o 0.0 
6 0.0 o.o 0.0 0.0 o.o o. (l o.o o.o o. 0 o.o 
7 o.o o.o o.o o.o o.o o.o o.o o.o o.o o.o 
8 0.0 0.0 0. (l 0.0 o. 0 o. (l o. 0 0.0 o. 0 o. 0 
9 0.0 o.o 0.0 o.o o.o 0.0 0.0 0.0 0.0 o.o 
10 o. 0 0.0 o. 0 0. 0 o.o o. (l o.o 0.0 o.o o. 0 
z = 0.00 



















fam i = [1_3J; 
i b i s = CO _2 J ; 
j = [ 1 _2 J; 
jbis = t0_1J; 
appendice tests équations 60 
est: cl(i,j) = 1,2,3,4,5,6; 
c2(j,i) = 10,20,30,40,50,60; 
equ min[som(j <> 1,i <> 1) c2(j,i >< ibis) * x (j ) (jbis,i >< ibis>J; 
un, # i , som ( j < > 1 ) y < i > < 1 , j > < j bis) = som < j ) c 1 ( i > < 1 , j ) ; 
fin 
Fonction objectif . . 
no _elem 1 no ent som 








1 1. 000 
Equations: 
equation 1 nom: 
no_ent_ptt 
1 0 0 1 
Code = 1 
1er membre . . 




























I 1 faut minimiser la fonction. 
code som val som 
-
-
1 1 0 1 1 0 
code est val _est 
-
0 3 0 0 2 (l 
code _var val 
-
var 
3 3 (1 4 




(l 0 (l (l 0 0 
codel som val 1 _som 
-
0 1 0 0 1 0 0 
code1 _est val 1 
-
est 
0 0 0 0 0 0 




1 3 0 1 4 (l 




0 0 0 0 0 0 0 




1 (l 0 1 0 (1 
appendice tests équations 61 
Résultats de la transformation 
Tableau "C" : 
Il 40.0 50.0 0.0 0.0 0.0 
Tableau 11 D 11 : 
0.0 1 0.0! 0.0 1 0.0 1 Il ! o.o~ 
Tableau >: "A" et "B" 
1 o. 0 (l. 0 
""' .::.. o. 0 (l. 0 
3 o.o 0.0 
4 (l. (1 o.o 
5 o.o o.o 
6 o.o 0.0 
7 0.0 o.o 
8 o.o o.o 
9 o.o 0.0 
10 0.0 o. 0 
z = o.oo 
w = o.oo 
equ : min[3 * 
Lin, 3 * 
o.o o.o o.o 
0. 0 o. 0 o. 0 
o.o (1. (l 0.0 
o. 0 o.o o. (1 
o. 0 0.0 o.o 
0. 0 o.o o.o 
o.o o.o o.o 
o.o 0.0 o. 0 
o.o o.o o.o 
o.o 0. 0 o.o 
X+ 4 * yJ; 
X+ 4 * y; 
*** erreur (49) du type 
equ: min[3 * x + 4 * yJ; 














U - Il 
- .• 
o.o o. 0 o.o o.o 
0.0 1 0. 0 ~ 0.0! o.o 
1.0 o.o 0. û o.o 
1.0 o.o o.o o.o 
1.0 o.o o.o 0.0 
o.o o. 0 o. 0 o.o 
0.0 o.o (l. 0 0.0 
o. (l 0.0 o.o o.o 
o.o 0.0 o.o o.o 
0.0 o. 0 o. 0 o. 0 
o.o 0. 0 o. (l o.o 












TESTS SUR L'ENCHAINEMENT DES PARAGRAPHES 
appendice tests encha~nernent 1 
TRAITEMENT DU FICHIER "A: \CHAIN \ CHNOOO. F'A:3" 
fam 
es t e = 1; 
equ min [c * xJ; 
un, c * :< <= 2; 
fin 
*** erreur (14 ) du t y pe ll = " atte n du*** 
fam 
est c = 1; 
..... 
TRAITEMENT DU FICHIEF, "A: \CHAIN \ CHN001. F'AS" 
fam i = [1_3J; 
est 
equ min [x + yJ; 
un , :-: + y <. = 2; 
fin 
*** erreur (42) du type mot reserve *** 
est 
equ min [x + yJ; 
.. ·.. 
appe n dice test s encha~nement 2 
TJ;:AITEMENT DU FI CHIEF( "A: \ CHh IN \ CHN 0 02. F'AS" 
fam i = [1_3J; 
est c:: = 1; 
fin 
** erreur (34) du type paragrap h e ueq u . n attendu** 
est e = l; 
fin 
,•·•, 
TRAITEMEI\IT DU FICHIER "A: \ CHAIN \ CHN0 03. F'AS" 
f ë<.m i = [ 1_3]; 
C::::-t e = 1 ; 
equ min [e 
* 
:-: J ; 
un, 3 
* 
>~ >== 2; 
*** erreur (67) du type fin de fichier inattendue*** 
Lln, 3 * ~-: ,:• = 2; 
.·••, 
----
appendice tests encha~nement 3 
TF-:i::1 I TEMENT DU F--~ c-;:~ I EF-: Il A: \ CH~ ; -~---~.-~H~~o;~i~-~F'AS Il -1 
est : c = 1; 
fa.m : i = [1_3J:; 
equ: min [c * x J; 
un, 3 * x >= 2; 
* erreur (35) du t y pe ordr e de s parag r a phe s inc ohe r ent * 
est : c = 1; 
fam : i = [1_3J; 
.. · .. 
TRAITEMENT DU FI CHIEF: "A: \CHAI N\CHN005. F'AS" 
est : c = 1; 
eq u : min [c * ;-:J; 
un, 3 * >: > = 2; 
f am : i = [ 1 _3 J; 
fin 
* erreur (35) du type ordre des paragraphes incohe r en t * 
un, 3 * :-: _.,-= 2; 
fam : i = [1_3J; 
appendice tests encha~nement 4 
TRAITEMENT DU FICHIER "A: \ CH{;IN \ CHN006. F'AS" 
e q u m i n L. ;.: J ; 
un~ 3 -!!· ;-: >= 2; 
f am i = [ .1 _3 J; 
est c = 1; 
fin 
* erreur (35) du t y pe ordr e des pa r a g raphes inc o here n t * 
un, 3 * :-: .>= 2; 
f am i = [ 1 _3 J; 
.•··. 
TRAITEMENT DU FICHIEF< "A: \CHAIN\CHN007. F'AS" 
fin 
*** erreur ( 3) du type nom de paragraphe attendu *** 
fin 
TRAITEMENT DU FICHIER "A: \CH{-dN \ CHNOOB. F'AS'; 
corn fichier inutile 
fin 
** e r reur (34) du type pa r agraphe uequ :u attendu** 
corn fichier inutile 1 
,··•, 
appendice tests encha~nernent 5 
TRAITEMENT DU FICHIER II A: \CHAIN \ CHN009. F' (-)S " 
corn fichier inutile 
equ rnin[ 1/ + yJ; 
u n , :-: ·+· y ::- = 2:; 
fin 
** erreur ( 34 ) du type paragraphe "eq u : u a t tendu** 
corn fichier inutile 
TRAITEMENT DU FI CHIEF, "B: \CHAIN\CHN010. PAS" 
farn i = [1_3J; 
est C = 
f am j = [ 1 _2 J; 
equ rnin[3 * x + 4 * yJ; 
LI n , ,., + y ) = 3 ; 
fin 
* erreur (35) du t y pe ordre des paragraphes inc o ht r ent * 
est C = 1 "). -, 
f am j = [ 1 _2 J; 
,,· .. 
app e ndice test s encha~nement 6 
TRAITEMENT DU FICHIER "B: \ CHAIN \ CHN0 11..F'AS " 
est C = 1 '::' . 
-, 
es t k = 13; 
eq u min[3 * x + 4 ~ yJ; 
un , :-: + y .=· = 3; 
fin 
* erreur ( 2 ) du t ype pa r ag raphe a pparaiss ant deu x f ois* 
est c = 12; 
es t k = 13; 
.. • .. 
TF,AITEMEtH DU FICHIER "B: \CHAIN\CHN012. F'AS" 
fam i = [1_3J; 
est c = 12; 
equ min[3 
* 
!-! + 4 
* 
y]; 
un, >: + y >= 3; 
equ min[3 
* 
i·~ + 4 
* 
y J; 
un, ~-: + y .>= ~-._, ' 
fin 
• erreur ( 2) du t y pe parag r ap h e appa r a iss a nt deu x fois• 
un, :-: + y .. =·= 3; 
eq u m1n[ 3 * x + 4 ~ yJ ; 
.. • .. 
SIMPLEXE ET ANALYSE DE SENSIBILITE 
appendic e tests simplexe 1 
equ max[ 40 * xl + 50 * x2J; 
un, x l + x2 <= 50; 
deux, 3 * xl + 4 * x2 <= 180; 
trois, :-:2 <= 40; 
fin 
F<:ésul tats d e la t ra n s f o t' ma t i on 
Tableau "[:" : 
Il -40. 0 -50.0 0.0 o. 0 0.0 o. 
Tableau 11011 : 
li 0.0 0.0 0.0 o. 0 o. 0 0.0 
T ab 1 eêl.u >: "A" et "Et" 
1 1 . 0 1 . 0 o. 0 o. 0 o. 0 0.0 
,.... 3.0 4. 0 o.o 0.0 0.0 o.o .L 
3 o. 0 1.0 o. 0 o. 0 o. 0 o.o 
4 0.0 0.0 0. 0 0.0 0. 0 0. 0 
c:- 0.0 o. 0 (J. 0 0.0 o. (J o. 0 ...J 
6 0. 0 0.0 o.o 0.0 0.0 o. 0 
7 0.0 0.0 o.o o. 0 o. û 0.0 
8 o. 0 o. 0 o.o o. 0 o. û o. 0 
9 o. 0 0.0 o. 0 0.0 0.0 0.0 
1 (l 0.0 0.0 0. û 0.0 0. 0 0.0 
z = o. 00 
w = o. 00 
Rés ul tats de la t t'a n s f o t' ma t i on 
Tableau "C" : 
0 
Il -40.0 -5(>. 0 o. 0 0.0 û.O 0.0 
Tableau "D" : 
Il 0.0 0.0 o. 0 0.0 o. 0 0.0 
T ab 1 eël.u >: "A" et IIBII 
1 1. 0 1. 0 1. 0 o. 0 o. 0 0.0 
,.., 3.0 4.0 0.0 1.0 o. 0 0.0 .L 
3 o. 0 1 . 0 o. 0 o. 0 1 . 0 0.0 
4 o. (l 0.0 0.0 0.0 0.0 0.0 
5 o. 0 0.0 0.0 0.0 o. 0 0.0 
·6 0. (l 0.0 0.0 o.o 0.0 0 .0 
7 0.0 0 . 0 o. 0 0.0 o. 0 0.0 
8 0 .0 o. 0 0.0 o. (> 0.0 o. 0 
9 0.0 o. 0 o. 0 (i. 0 0.0 o. 0 
10 o. 0 û. 0 0.0 o. 0 o. 0 0.0 
z = o. 00 
w = 0.00 
pi votage autour de < et ~, ._, ..::. 
Résultats de la t t'ans fot'ma t ion 
Tableau .. c" 
Il -40.0 0.0 0.0 0.0 50.0 o. 0 
0.0 o. 0 o. 0 o. 0 
0.0 0 . 0 0.0 0.0 
0.0 o. 0 (J. 0 o. 0 
0. 0 0.0 0 . (l 0.0 
o. 0 0.0 o.o 0.0 
0.0 0.0 o.o 0.0 
o. 0 o. 0 0.0 o. 0 
0.0 o. 0 o.o o. 0 
o. 0 0 . 0 o. 0 0.0 
0.0 0 .0 o.o (i. 0 
0.0 0.0 0.0 0.0 
o. 0 o. 0 o.o o. 0 
0.0 o. 0 o. 0 0.0 
0. 0 0.0 o. 0 0.0 
o. o o. 0 o. 0 o. 0 
o. 0 o. û o. 0 o. 0 
0.0 0.0 o. 0 o. 0 
0. 0 o. 0 0.0 o. 0 
0.0 o. 0 o. 0 o. 0 
0.0 o. 0 0.0 0. 0 
0 . 0 o. 0 0 .0 o. 0 
0.0 (l. 0 0.0 o. (l 
0.0 o. 0 0.0 0.0 
o. 0 o. (i 0.0 0.0 
0. 0 0.0 o. 0 o. 0 
50.0 
180.0 


















appendice tests simplexe ~ k 
Tableau "D" : 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableau x "A" et ''E( 'I 
1 1 . 0 o. 0 1 . 0 o. 0 -1 . 0 o. 0 o . 0 o. 0 o. 0 o. 0 10. 0 
2 ' 0 o. 0 o. 0 i 0 -4. 0 o. 0 o. 0 o. 0 o. 0 o. 0 20. 0 ~- " 
3 o. 0 1 . 0 o. 0 o. 0 1 . 0 o . 0 o . 0 o. 0 (l, 0 o. 0 4 0. 0 
4 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 0 0 o. 0 o. 0 o. 0 J. 
= o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 (l. 0 (1. 0 J 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 (l, 0 o. 0 o. 0 ~ 
7 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
8 o. 0 o. 0 o. 0 o. 0 0. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
9 o. 0 o. 0 û . 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
10 o. 0 ~ 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
z = 2000 . 00 
w = o. 00 
pivotage a utour de 2 et 1 
Résultats de la transformation 
Tabl eau "[_11 : 
Il o. 0 o. 0 o. 0 13. 3 ~ ~ o. 0 o. 0 o. 0 o. 0 o. 0 ~-~ 
Il 
Tableau "D" : 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableau x "A" et "B" 




~ 1 0 o. 0 o. 0 o. ' -1 ' o. 0 o. 0 o. 0 o. 0 o. 0 6. 7 ~ . ■ 
3 o. 0 1 . 0 o. 0 o. 0 1 . 0 o. 0 o. 0 o. 0 o. 0 o. 0 4 0 . 0 
4 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
= o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 J 
6 o. 0 o. 0 o. 0 o. 0 o. ù o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
~ o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 / 
8 o. 0 o. 0 0 . 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
10 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
z = 2266. 67 
w = o. 00 
pivotage a utour de 1 et C J 
Résultats de la t ransformation 
Tableau "C " : 
Il o. 0 o. 0 10. 0 10 . 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableau IIDII : 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableau:-: "A" et 











0 . 0 1.0 
0.0 0 . 0 






z = 2300.00 
w = o.oo 
"B" 
3.0 -1.0 
4.0 - 1.0 
-3 .0 1.0 
o.o 0.0 
0 . 0 0.0 
0.0 0.0 
o. o 0.0 
0.0 0.0 
0 . 0 0.0 
0.0 0.0 












appendice tests simple xe 3 
0.0 0 .0 0.0 o.o 0.0 10.0 
o.o o.o o.o o.o 0.0 ?0.0 
0.0 0.0 0 . 0 0.0 0.0 30.0 
0.0 0.0 0.0 o. o o.o 0.0 
0.0 o.o 0.0 0.0 0 . 0 0 . 0 
0.0 o.o o. o o.o o. o o.o 
0.0 0.0 0.0 o.o 0.0 0.0 
o.o 0.0 o.o o.o o. o 0.0 
0.0 0.0 0 . 0 o.o o. o 0. 0 
o.o 0 .0 o.o o.o o.o 0 . 0 
z = 2300 . 00000 




3 0 .00000 
10.00000 
Résultats sur les coOts 
Analyse de sensibi l ite sur la colonne 
~-: 1 
\ , '") 
,·, . .:... 
un,ve+ 






10 . 00000 
0 . 00000 
La solution reste va l able pour le paramètre DELTA dans 
[ -10.00000, 2.50000 ] 
avec une pente 20.00000 
Analyse de sensibilite sur la colonne 2: 
L8. s olution reste vala.ble poLw le paramèti-e DELTA d ans 
[ -3. ?,3333, i O. OO(ll)(l] 
avec unE· pente 30.00000 
Analyse de sensibilite sur la ligne 1 : 
La solution reste valable pour le paramètre DELTA dans 
[ <5. 33333, 10 . OO(H)O J 
a vec une pente -1 0.00000 
Ana lyse de sensibilite su r la ligne 2: 
La solution reste valable pour le paramètre DELTA d ans 
[ -30. (l()()(l(), 1 0. 00000 J 
avec une pente -10.00000 
appendice tests simplexe 4 
Analyse de sensibilite sur la ligne 3 
La solution reste valable pour le paramètre DELTA dans 
[ -1 0.00000,+œ] 
avec une pente 0.00000 
equ min[ x l - , , r-;, + + x4 + x5 - x6 J AL A~ ' 
L\11, X 1 + x 4 + 6 * X6 = 9; 
deu x 3 
* 
X 1 + x2 - 4 * x3 + 
~ 
* 
X6 = ?• 
' 
L -, 
trois, x l + 2 * x3 + x5 + 2 * x6 = 6; 
fin 
Résultats de la transformation 
Tableau "[:" : 
Il 1 . 0 -1 . 0 1 . 0 1 . 0 1 . 0 -1 . 0 o. 0 o. 0 o. 0 o. 0 
li 
Tableau "D " : 
. 1 !i o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableaux "A " et IIBII 
1 1 . 0 o. 0 o. 0 1 . 0 o. 0 6. 0 o. 0 o. 0 o. 0 o. 0 
2 ' 0 1 0 -4. 0 o. 0 o. ~- . 0 2. 0 o. 0 o. 0 o. 0 o. 0 
ë 1 0 o. 0 2. 0 o. 0 1 0 ~ 0 o. 0 o. 0 o. 0 o. 0 . . ~-
4 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
5 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
8 o. 0 o. 0 o. 0 o. 0 o. 0 (>. 0 o. 0 o. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
10 o. 0 o. 0 o. 0 o. 0 (>. 0 o. 0 o. ù o. 0 o. 0 o. 0 
~ = o. 00 
w = o. 00 
Résul tats de la t r ansformation 
Tableau "CIi : 
Il 1 . 0 -1 . 0 1 . 0 1 . 0 1 . 0 -1 . 0 o. 0 o . 0 o. 0 o. 0 
Tab leau "D" ■ 
Il o. 0 o. 0 o. o . o. 0 o. 0 o. 0 1 . 0 1 . 0 1 . 0 o. 0 
Tableau x "A'I et "B' I 
1 1 . 0 o. 0 o. 0 1 . 0 o. 0 6. 0 1 . 0 o. 0 o. 0 o. 0 
2 ~ 0 1 0 -4. 0 (>. 0 o. 0 ~ 0 o. 0 1 0 o. 0 o.o ~- . ~- . 
~ 1 0 o. 0 ~ 0 o. 0 1 0 2. 0 o. 0 o. 0 1 0 o. 0 . L, . . 
4 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 (>. 0 o. 0 
5 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 












~ 0 L ■ 








appendice tests simplexe 5 
z = 0 . 00 
w = o.oo 
pi v otage autour de 2 et 6 
Résu ltats de la transformation 
T a.b l eau II C" : Il 2.5 -0.5 - 1. 0 1.0 l.O 0.0 0.0 0.5 0.0 0 . 0 
T a.b 1 ea.u II D 11 : Il 10. 0 4.o -1s.o -1. 0 -1.0 o. o o.o s . o o. o o.o 
Ta.b leau >: "A" et 11( -ill 
1 -·8.0 -3.0 12 . 0 1. 0 0. 0 o. 0 1.0 -3.0 0 . 0 
0. (l 
~ . 1 .. =i 0.5 -2 .0 0.0 0.0 1 . (l o. o 0.5 o.o o . (i ...::. 
..,. . 
-2.0 -1.0 6 .0 0 . 0 l . 0 O.ü o.o -1.0 1. 0 0 . 0 . _:, 
4 o.o 0.0 o.o o.o o.o o.o o. 0 o.o (i. 0 0 . 0 
c::- 0.0 o.o o.o 0. ,) 0.0 0 . 0 0. 0 o.o o.o 0.0 
~· 
6 0.0 0.0 o.o o. 0 o.o o.o 0 . (i 0.0 o.o 
(,. 0 
ï o.o 0 .0 o.o 0 . 0 0.0 0. 0 û . û 0.0 o. o 0.0 
8 o. 0 û . O o.o 0 . 0 0.0 o. o 0.0 0 . 0 o. o O.û 
9 0 . 0 0.0 o. o 0. 0 0.0 0. 0 0.0 0.0 0 . 0 o. o 
10 0. 0 o . o o.o 0.0 0.0 o. (l 0. 0 o.o o.o o. o 
z = 1. 00 
w = - 7 .00 
pivotage a u tour d e 1 e t 
..,.. 
... :i 
Résultats de l i:i t 1·· an s formation 
Tableau ,1c" : 
Il 1.8 -0.8 0 . 0 1. 1 1. 0 o.o 0 . 1 0 .3 0.0 
0.0 
Ta.b lea.u 11011 : 
Il - 2 .0 -0.5 0 . 0 0.5 - 1.0 0.0 1.5 0 . 5 o.o 
0.0 
Tableau:.: "A" et "B" 
1 -0.ï -0 . 3 1. 0 o. 1 0 . 0 0 . 0 0. 1 - 0 . 3 0 . 0 ü.O 
2 0 .2 o. 0 o. 0 0 . 2 0 . (l 1. 0 0.2 0 . 0 o.o 
o.o 
', 2 . 0 0.5 0 .0 - 0 . 5 1. 0 o. o - 0 .5 0 .5 1. 0 o.c 
-
4 0.0 (l. (l o.o o.o Q.O o. o o.o o. 0 0.0 o.o 
c::- 0 . 0 0.0 0 . 0 0 . 0 0 . 0 0. (i 0.0 0.0 0.0 o.o 
...J 
b (l. (l (l . 0 0 . 0 0 . 0 0 . (l 0. 0 o. 0 0 . 0 
(). ( ) 0 . 0 
7 û .O 0 .0 0.0 o.o 0.0 0.0 0.0 o. o 0.0 0. 0 
8 o. (l o.o () . 0 0.0 0 .0 o.o 0.0 n . o () . (l o. 0 
9 0 .0 0.0 0.0 0.0 0 . 0 0 . 0 0 . 0 0 . 0 0.0 0.0 
10 (>. 0 o . 0 0 . (i o. o 0 . 0 0.0 0.0 0.0 o.o o.o 
z = 1. 25 
w = - 2.50 
pivotage autour de 3 et 1 
Résultats de la tran s fo1·~mation 
Tableau "C" : 














~ . C' 
...;..J 
0 . 0 
0.0 
0.0 
0 . 0 
0 . 0 
0. 0 
o. 0 
appendice te s t s simple xe 6 
Tabl ea u " D" : 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 1 . 0 1 . 0 1 . 0 o. 0 
T ab J. eau ·,-: "A" et "B" 
1 û. 0 -o . 1 1 0 -o. 1 o. 3 o. 0 -o. 1 -o. 1 o. "'.! o. 0 . ··-' 
'") o . 0 -o. 0 o. 0 o. ~. - o. 1 1 (l o. '") -(,. 0 -o. 1 o. () ..:.. ..::. . ..:.. 
"'.! 1 0 o. 3 o. (l - o. 3 o. 5 . o. 0 -o. 3 o. "'.! o. - 5 o. (l 
4 o. () o. () o. 0 o. 0 o. (l o. 0 o. 0 o. (l o. (l o. 0 
r:::- o. (l o. (l o. 0 o. 0 o. 0 ._J o. (l o. 0 o. 0 o. 0 o. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. (l o. (l o. 0 
7 o. 0 o. () o. 0 o. 0 o. 0 o. 0 o. (i o . 0 o. 0 o. (l 
8 o. 0 o. 0 o. 0 o. 0 o. (l o. 0 o. 0 o. 0 o. (l o . 0 
9 o. 0 o. 0 o. 0 o. () o. () o. 0 o. 0 o. 0 o. 0 o. 0 
1 0 o. (l o . 0 o. C> o , 0 o. 0 o .. 0 !) . 0 o. 0 o. 0 o. 0 
z = -1 . (1 4 
w = o. 00 
pi votage aut our de "'.! et 2 
·-· 
FiéS:-U 1 t ats de la t t··ans f □ t' m a t i c,n 
Tab leau "C" : Il 4. s o. o o. o o. 3 2 . 5 o. o -o. 7 1 . o 1 . 5 o. o 
Tableau "D" : 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 1 . 0 1 . û 1 . 0 o. 0 
Tableau :-: "A" et Il E< Il 
1 o. 3 o. 0 1 . (l -o. 2 o. 5 o. 0 -o . 2 o. 0 o . 
c:- o. 0 ...J 
'") o. --:, o. (l o. 0 o. ,...., o. 0 1 0 o . ~. o. 0 o. 0 o. 0 ..:.. ..:.. ..::. . .. ;:. 
~ 4. 0 1 0 o. 0 -1 0 ~. 0 o. (l - 1 () 1 0 2. 0 o. 0 
-
. . L. . . 
4 o. 0 o. 0 o. 0 o. 0 o. (l o. 0 o. 0 o. 0 o. 0 o. 0 
c:- (l. (l o. 0 o. 0 o. 0 o. ._J 0 o. 0 o. 0 o. 0 o. C) o. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. () o. 0 o. 0 o. 0 
8 o. 0 o. 0 o. 0 o. 0 o. (l o. (l o. 0 o. 0 () .. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. () 
10 o. 0 o. (} o. 0 o. ( ) (). 0 o. 0 o. 0 o. 0 o. 0 o. (l 
z = 
c::- 00 ~,. 
w = o. 00 
Solution optimale : 
Fonct ion objec ti f L. = 5 . 00000 
:-:2 = 
~< 3 == 
j-~ 6 = 
1.1 















0 . 0 




Î • s ~)l)() () 
appendice tests simplexe 7 






deu x ,va 
trois 1 va 







-0.66b 6 7 
1. 0 0000 
1.50 0 00 
La solution reste valable pour le paramètre DELTA dans 
[ -4.83333,+m] 
avec une pente 0 . 0000 0 
Anal y se de sensibili t e sur la colonne ~ . ..:. . 
La solution reste va l able pour le paramètre DELTA dans 
[ -0.33333, 0. 6 6667] 
avec une pente 5 . 00000 
Analyse de sensibi l i t e sur l a colonne 3 
La solution reste v alable pour le paramètre DELTA dans 
[ 
-2 . 00000, 3 . 00000] 
avec une pente 1 . 50000 
Analyse de sensib i l i te sur la colonne 4 : 
La solution reste valable pour le paramètre DE LTA dans 
[ -0.33333,+m] 
avec une pente 0.00000 
Ana l yse de sensibilite sur la colonne 5: 
La solution reste valable pour le paramètre DELTA dans 
[ -2.500 00,+m] 
a v ec une pente 0.00000 
Analyse de sensibilite sur la colonne 6: 
La solution reste valable pour le paramètre DELTA dans 
[ 
-4 . 00000, 2 . 000 00] 
avec une pente 1.50000 
Analyse de sensibilite sur la lig n e 1 : 
La solution reste valable pour le paramètre DELTA dans 
[ -9.00000, 5 .00000] 
avec une pente 0.66667 
ap pendice tes ts simplexe 8 
Analyse de sensibilite sur la ligne 2: 
La solutjon re s te va lable pour l e paramètre DELTA dans 
[ -5 .. 00000, +<D] 
avec une pent e -1.00000 
An alyse de sensib ili t e su r la ligne 
...,.. 
• .. ) 
La solution re s te valable pour le paramètre DELTA dans 
[ -2 • 50(l (l(i l + CL] 
avec une pente -1.50000 
equ min[2000 * x l + 3000 * x2 J; 
un , 1. 6 -Il'· :-: 1 + 0 . 8 * :-: '.i > = 8 0 ; 
fin 
deu x , 0.2 * x l + 0 . 4 * x2 >= 2 0 ; 
t r-o i s, 0. 1 * :-: 1 + 0. 1 * :-: 2 ::= = 8; 
Résultats de la transformation 
Tableël.u "C" Il 2000.0 3000.0 o.o o.o o.o o.o o.o o.o o.o o.o 
Tabl eau 11 D11 Il o. o o.o o. o o.o o.o o.o o.o o.o o.o o.o 
Tab l ea u:-: "A" et 















-0.2 - 0. 4 









0 .0 o.o 
0 . 0 0.0 
o. o o.o 
0 . 0 o.o 
0 . 0 o . o 
z = 0 . 00 

















0 . 0 
o.o 
0 . 0 
o. 0 
0 . 0 
0.0 
0 . 0 





0 . 0 
o.o 
Résultats d e la transformation 
0 . 0 
0.0 
0 . 0 
o. 0 
0 . 0 
o.o 




0 . 0 
o.o 





0 . (i 
0 . 0 
o . 0 
0.0 






0 . (i 
0 . 0 





0 . 0 
o. 0 
o.o 
0 . 0 
0.0 
o. o 
Tableau. "C" Il 2:000 . o 3c,oo. o o. o o. o o . o o. o o. o o . o o . o o . o 
TablEau "D" Il o . o o. o o . o o . o o. o o . o o . o o. o o. o o . o 
-80 . 0 
-20.0 
--8. (1 
0 . 0 
0 .0 




0 . 0 
appendice tests simplexe 9 
Tableau :-: "A" et "B" 
1 -1.6 -0.8 1.0 0.0 0.0 0.0 o.o 0.0 o. 0 0. 0 -80 .0 
~ . 
-0.2 -0.4 0.0 1. 0 0.0 0.0 o.o o. 0 0.0 0.0 -:::c .o 
.L 
..,.. 
-0. 1 -o . 1 0.0 0.0 1. 0 o.o o.o 0 . 0 o.c 0.0 -8.0 ._:, 
4 o.o 0.0 o.o (i. 0 o.o 0.0 o.o 0. 0 o.o o.o o.o 
5 0.0 0.0 o.o 0.0 0.0 0.0 0 . 0 0.0 o.o o. 0 o. (! 
6 0 . 0 0.0 0" () (i . 0 0.0 0 .. 0 o.o o.o 0.0 o. 0 0.0 
7 0 . 0 0.0 0 .0 0.0 0.0 0.0 0.0 0.0 o.o 0.0 0.0 
8 0 . 0 0.0 0 . 0 0.0 o. 0 (i" 0 o. 0 0.0 0. 0 o.o 0.0 
9 0.0 0.0 0.0 0.0 o.o 0. 0 o.o 0.0 (l. 0 0.0 0.0 
10 0. 0 o. 0 0.0 0.0 o.o (l. 0 0.0 0.0 o.o 0.0 0. 0 
z = o.oo 
w = 0.00 
pivotage autour de 1 et 1 
Ré:;:;u 1 të:1. ts de la transformation 
Tableau "C" : 
Il 0.0 2000 .0 1250. 0 o.o o.o o. 0 0.0 0. (i 0. (i 0.0 
Tab le2t.u "D" : 
Il 0 . 0 0. 0 o.o 0 . 0 0.0 o.o (i. 0 o.o 0. 0 0.0 
Tableau :-: "A" et "B" 
1 1. 0 0.5 -0.6 0.0 0.0 o.o o.o 0. 0 o.o 0.0 50.0 
2 0. 0 -·(i. 3 -0. 1 1. 0 0.0 0.0 0. 0 0 .0 o.o o.o -10.0 
ë 0.0 -0.0 -0.1 0.0 1. 0 0.0 0.0 o.o 0.0 0.0 -3.0 
·-· 
4 o.o 0.0 o. 0 0. 0 0.0 i). 0 0.0 o. 0 o.o o. 0 o.o 
C" 0.0 0. i) 0. (l o.o 0.0 0.0 0 .0 0.0 0.0 0 . 0 0. 0 ,_J 
6 0. 0 o. 0 o.o (i. 0 0.0 o.o 0 .0 0.0 0.0 0.0 0.0 
7 o.o 0.0 0 .0 0.0 0.0 0.0 0.0 o.o 0.0 0.0 0.0 
8 o. 0 o. 0 0.0 0.0 0.0 0. 0 0.0 o. 0 o. o 0. (l o.o 
9 0. 0 0.0 0.0 0.0 0 . 0 0.0 o. c 0.0 o.c o. o 0. 0 
10 o.o 0.0 0. (l 0.0 o.o o.o 0.0 o.o o.o o.o 0. 0 
..:.. = -· 100•)0(! . oc 
w = 0.00 
pi v o t age a u tou r de 2 et 2 
F:ésul të•.ts de la t ran <::. fDt ' më• t ion 
Tab leau "C" : 
Il 0.0 0. 0 4 16.7 6666 .7 0. 0 0.0 o. o 0. 0 0. 0 0. 0 
Tat. l eëH.l "D" : 
Il 0.0 0.0 0.0 0.0 o.o 0.0 0.0 o. o 0.0 0.0 
appendice te s ts simple x e 1 (i 
Tab lea.u :-: "A" et Il B Il 
1 1. 0 o.o -0.8 1. 7 0 . 0 0 . 0 o.o o.o 0 .0 o.o 
~"":'!' ~ 
·-· ·-' . ·-· 




::, o. o 0. 0 -- 0. 0 -0. 2 1. 0 0.0 o. o o.o 0.0 0.0 -1. 3 
4 o. 0 o. 0 0. (l o.o (i . 0 0.0 o. o (i. (l o. 0 o.o 
0.0 
=- 0.0 o.o 0. (l o.o o.o o.o 0.0 0.0 o.o 0.0 
o. o 
~· 
6 0 . (l (l. 0 o.o o.o 0.0 o.o o.o 0 . (l 0.0 
0. 0 o.o 
7 0.0 0. 0 0.0 o.o 0 . 0 o.o o.o o. 0 0. (l 
o.o 0 . 0 
8 0.0 o.o 0 " 0 0.0 (l. (l 0.0 o. o o. 0 o.o 
o.o o. o 
9 0.0 0.0 0. 0 0.0 0.0 0. (i 0.0 o.o o.o o.o 
(i . 0 
10 0 . 0 o.o 0 . 0 0.0 o.o 0.0 o.o 0.0 o. (l o. o 
o. 0 
... = - 1_66666. 67 
w = 0 r (i(l 
pi vo tage a u tour de 3 et ë 
Résul t21.ts. d e la transfo r ma tion 
Tableau 11c1• : 
Il 0.0 o.o 0 . 0 5000 . 0 10000.0 0.0 o.o 
0. (! 0 . 0 0.0 
Tëbleau "D" : 
Il 0 . 0 0 . 0 0.0 0.0 0 . 0 0.0 o. o o.o 0. 0 
0 . 0 
Tableau :-: IIA II et "B" 
1 1. 0 0.0 o.o 5. 0 -20. o.o 0.0 o.o o.o 0.0 
60.0 
-. 0 . 0 1. 0 (l.0 -5.0 10.0 (l. 0 (l . (l o.o 0. 0 0.0 20.0 L 
ë 0 . 0 o.o 1.0 4. 0 -24. o.o o.o 0 . 0 o. o 0 . 0 32.0 
·-· 
4 o.o (l . 0 o. o 0 . 0 0.0 o. 0 0.0 o.o 0 . 0 0.0 
0.0 
=- 0 . 0 o. 0 o. o (l. (i 0 . 0 0 . 0 o. o o. o o.o 0 . 0 
o.o 
~· 
6 o.o o.o o.o (i. (l o.o 0. (l o.o 0 .0 o. 0 o.o 
(l. 0 
--, o.o 0. 0 (l. (i 0. 0 o.o o. o 0 . 0 0. 0 0 . 0 o.o (l"(l , 
E< 0.0 o. 0 o.o 0. (l o.o o.o 0 .0 o. (l (l. 0 o.o 
o. o 
9 0.0 o.o o.o o.o o. o o.o o. o 0.0 0 . 0 0.0 
o.o 
10 0.0 o.o o.o 0. (l 0.0 0.0 (i. 0 o. 0 o. o 0.0 
0 . (l 
z = -180000.00 
w = o.oo 
Solution optimale: 
Fonction objec tif k = -180000 , 00000 
Résulta ts sur les coQts 
:-: 1 = 
>~2 = 




deu x ,ve+ 
trois, ve+ 
61:)" ( ; (.,()()(; 
2(1. (i():)00 




5 000. 00000 
1 001=;(). ()()(h)O 
appendice tests simple xe 11 
Analyse de sensibilite sur la colonne 1 : 
La solution res t e va lable pour le paramètre DELTA dans 
[-500.00000, 1000.00000J 
;;:,.vec unE• pente 60.00000 
Ana lyse de sensibilite sur la colonne '> • ..:.. . 
La s oluti on reste valable pour le paramètre DELTA dans 
c -1000.00000, 1000 . oooooJ 
avec une pente 20.00000 
Analyse de sensibilite sur la ligne 1 : 
La solution reste valable pour le paramètre DELTA dans 
[ -3'.2. (>00 00? +a; J 
avec une pente 0.00000 
Analyse de sensibilite sur la ligne 2: 
La solution reste valable pour le paramètre DELTA dans 
[ -8.00000 , 4.00000 ] 
avec une pente -5000.00000 
Analyse de sensibili t e sur la ligne 3 
La s o lution reste valable pour le paramètre DELTA dans 
[ -2. 00000, 1 . 33333] 
avec une pente -10000 .00000 
equ 
fin 
min[- xl - x2 + 2 * x3J; 
un, x l + x2 + x3 = 12; 
de ux , 2 * xl + 5 * x2 -
trojs, 7 * xl + 10 * v? 
6 * 
- ~,:3 = 
Résultats de la transformation 
TablEau "C" : 
Il -1. 0 -1 . 0 2. 0 o. 0 o. 0 o. 0 
Tableau 11011 : 
Il o. 0 o. 0 (l. 0 0. (i o. 0 0.0 
= 10; 
70; 
0.0 o. 0 
0.0 o.o 
o.o o. 0 
0.0 0. (l 
appendice tests simplexe 12 
Tableau :-: "A" et "B" 
1 1. (1 1.0 1. 0 0.0 0.0 0.0 0.0 0.0 0. 0 0.0 12.0 
2 2. (> ~ •. 0 -6. (l 0. 0 (l. 0 0.0 o.o 0.0 o. 0 o.o 1 o. 0 
3 7. 0 10.0 -1.0 0.0 0.0 0.0 o.o 0.0 0. 0 o.o 70.0 
4 0.0 o.o 0. 0 o.o 0.0 o.o o.o 0. (l (i. 0 0 . 0 0. (i 
,::- o.o 0.0 0.0 o.o 0.0 o.o o.o 0. 0 o.o 0.0 0 . 0 d 
6 0.0 0.0 0.0 o.o o.o o. 0 0. (l o.o 0. 0 o. (l o.o 
7 o. 0 0.0 o.o 0. 0 0.0 o.o 0.0 o.o 0. (l o.o 0.0 
8 o.o o. 0 (l" 0 o.o 0.0 o.o o. 0 0. (i o.o o.o 0.0 
9 o.o 0.0 0.0 0.0 0.0 0.0 o.o o.o 0.0 0. 0 o. 0 
l.O o. ·o 0.0 0.0 o.o o.o o.o 0.0 o.o 0.0 0.0 0.0 
2 = o.oo 
w = 0.00 
F-:ésu. l ta ts de la transformation 
Table?u "C" : 
Il -1. 0 -1. 0 2.0 o.o 0.0 0.0 0.0 o.o 0.0 0.0 
Tablea u 11 D" . . 
Il (J. 0 0.0 0. 0 1. 0 1.0 1 . (l 0.0 0.0 o.o o.o 
Tableau :-: "A" et "BI' 
1 1.0 1. 0 1. 0 1.0 0.0 0.0 0.0 0.0 0.0 0. (i 1::. 0 
2 2.0 5.0 -6.0 o.o 1 . 0 o.o o.o o.o o.o o.o 10. 0 
3 7. 0 10.0 - ·1.0 0.0 0.0 1.0 0.0 o.o 0.0 o.o 70.0 
4 o.o o. 0 0. 0 o. 0 o.o o. 0 0.0 o.o 0.0 o.o 0.0 
5 0. 0 0.0 0.0 0. 0 0.0 o.o 0.0 0.0 o.o 0.0 o.o 
6 o. 0 o.o 0.0 o.o 0. (l o.o 0. 0 0.0 o.o 0. 0 
0. (l 
7 o.o 0.0 0.0 o. 0 0.0 0. 0 0.0 0.0 0.0 0.0 0.0 
8 0.0 0. 0 0. 0 o.o 0. (l o.o o.o 0.0 0. 0 0.0 0 . 0 
9 o.o o.o 0.0 o.o 0.0 o.o o.o 0.0 o.o 0.0 0 .0 
10 0. 0 0.0 0.0 0.0 0. (l o.o 0.0 o.o 0.0 o.o 
(l . 0 
z = 0.00 
w = 0.00 
pivotage autour de 2 et ,.., "-
F..:ésu 1 tats de la tran s formation 
Tableau "C" : 
Il -0.6 0.0 0.8 o. 0 0.2 0.0 0.0 0 .0 0.0 o.o 
Tat,l eau "D" : 
Il -3.6 0.0 -1: .. 2 (i. 0 
~ .-, 0. 0 0.0 0 .0 0.0 0,0 ._, • k 
T ab 1 eau. ;-: "An et "B11 
1 0.6 0.0 '"":'• r:-i 1.0 -0.2 0 . i) 0 .0 0 . 0 o.o 0.0 
10.0 
..:... . ~ 
2 0.4 1.0 -1.2 0.0 0.2 0 .0 o.o 0.0 o. (l 0.0 
2.0 
' 
3.0 0.0 11. 0 o.o -2.0 1. 0 o.o 0.0 û.O o.o 50.0 ._, 
4 o. 0 0 .0 0. 0 o. 0 o.o o.o o.o o.o o. (l o.o 
o.o 
5 0. 0 0.0 0.0 o. 0 o. 0 0.0 0.0 o.o 0. 0 o.o 0 . 0 
6 o.o 0.0 o. (l o.o o.o o.o o.o o.o 0. 0 o.o 
o.o 
7 0.0 0.0 0.0 o. 0 o.o o.o o.o o.o 0.0 0.0 
0.0 
8 0. (l o.o o.o o.o o. (l o.o o.o 0. (l 0.0 o.o 
0.0 
9 o.o 0.0 0.0 0.0 o.o o.o o.o o.o o.o o.o 
0.0 
10 o.o o.o o.o 0.0 0.0 o.o 0.0 0.0 0.0 o.o 
0.0 
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z = 2.00 
w = -60.00 
pivotage autour de 1 et s 
·-· 
Ré.sultats de la transformation 
Tab leë<.u 11c,1 : 
Il -0.8 0. (, 0.0 -0.4 0.3 0.0 0.0 0.0 o.o 0.0 
Tableau "D" : 
Il 0.0 o.o 0.0 6.0 2. () 0.0 0.0 0.0 0.0 0.0 
Tableau:-: "A" et IIBII 
1 (). 3 o.o 1. 0 0.5 -0.1 0.0 0.0 0.0 0. 0 0.0 4.5 
2 û.7 1 . 0 l). 0 0.5 0. 1 0.0 o.o 0. 0 0. (l 0.0 7.5 
3 0.0 0.0 0.0 -5.0 -1.0 1.0 (i. 0 0.0 0.0 O.û 0.0 
4 (i. (i 0.0 (l. (l 0.0 o.o o. 0 o.o 0 .0 o.o o. 0 0 .0 
C' 
...J 0.0 (i. 0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0 . 0 
6 o.o 0.0 0.0 0.0 0.0 0. 0 0.0 0. 0 0.0 0.0 0.0 
7 0. r) 0.0 0.0 0. 0 0.0 o. 0 o.o o. 0 0.0 0.0 0.0 
8 0.0 o.o o.o 0.0 0.0 0.0 0.0 (). 0 0. 0 0.0 o.o 
c;· 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 
10 o.o 0.0 0.0 0.0 0. 0 0.0 o. (i 0.0 0 .0 0.0 0,0 
z = -1.64 
w = 0.00 
pivotage autour de 2 et 1 
F:ésu 1 ta t!:', de la transformation 
Tableau uc11 : 
Il 0.0 1. 1 0.0 0.2 0.4 o.o 0.0 0.0 0.0 o.o 
Tableau "D" : 
Il 0.0 0.0 0.0 6.0 2. (} 0.0 o.o 0.0 0.0 0.0 
Tableau>: IIAII et "B" 
1 0.0 -0.4 1.0 0.3 -0.1 0.0 0.0 o. 0 0.0 0.0 1.8 
2 1.0 1. 4 o.o 0.8 0. 1 0.0 0.0 0.0 0.0 0.0 10.2 
3 0.0 (J. 0 0.0 -5.0 -1.0 1. 0 0.0 0.0 0.0 0.0 0.0 
4 o. 0 0.0 o. (l 0.0 0.0 0. (i t),, () o. 0 (l . 0 (). () (). () 
C' 
. ..J 0.0 0.0 0.0 0.0 o. (l 0.0 0.0 o.o 0.0 o. 0 0 . 0 
6 o.o 0. 0 o.o 0.0 0.0 0.0 0.0 o.o o.o 0.0 0.0 
7 o. 0 0.0 o.o 0.0 0.0 0.0 0.0 o. 0 0.0 0.0 0.0 
8 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 o.o () n (l 0 .0 
9 0.0 o.o 0.0 o.o 0.0 0. 0 0.0 0.0 0. 0 0.0 0 . 0 
10 0 . 0 0.0 0.0 0.0 o.o o.o 0.0 (l. (i 0.0 0.0 0. 0 
... - 6.75 
w = 0.00 
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3 est redondante. 
Solution op ti male 
Fonc tion objec tif z = 6 .75000 
Résultats sur les coûts 
:-: 1 = 
}~3 = 
t1·-·oi s, va = 
un? vët. 
deu :-:, ·va 
t rois~vët 
An alyse de sensibjlite sur la colonn e 1 : 




1 • :l :2=,00 
0.00000 
o. 25(< >0 
(). 375C1() 
0.00000 
La solution r este valable pour le paramètre DELTA dans 
[ - -w, O. 33::;;33] 
avec une pente 10 .::'5000 
Analyse de sensibi lit e s ur la colonne 2: 
La so lut ion reste valable pour le paramè tre DELTA d ans 
[ -1 . 12500, +exi J 
a vec une pente 0.00000 
Analyse de sensibilite sur la c olon ne 3 
La solution reste va l able pou r l e paramètre DELTA dans 
[ -3. 00000, 1 . 00000] 
a v e c une pent e 1 . 75000 
Analyse de sens ib ilite sur la ligne 1 : 
La solution reste valable p our le paramètre DELTA dans 
[ - 7.00000, 0.00000] 
a vec une pente - 0 .25000 
Analyse de sensibilite sur l a ligne 2: 
La solution reste valable pou r le paramètre DELTA d ans 
[ -82.00000, 0.00000 ] 
a vec une pente -0 .37500 
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equ : rnin[:-: 1 + o. 1 * x 2 - 2 * x3 + 2 ~ 
:-:4 J; 
un, 10 * :-: 1 - :-:2 + 3 * :-: 3 + :-: 4 = (>; 
deu:-: , 20 ~- ;d + 2 -~ :-::-::: - 21 -!! :-: 3 - >: 4 = 0 ; 
t t~o l S, 10 ~- :-: l + :·! 2 == 2; 
fin 
F~é:;.u.] tëo.ts de la t 1·· ans f or me.. t ion 
Tabl ea.u "C'' : 
Il 1. 0 o. 1 -2.0 2 .. 0 o . o 0. i) 0.0 0 . 0 0.0 
0.0 
Tableau "D" : 
Il (l . \) o.o 0.0 o.o o.o 0 . 0 0.0 o.o 0. (i 
(}" () 
Tableau >: "A" et "Et" 
1 l 0 .0 -1. 0 3.0 l. 0 0. 0 0.0 0.0 0 .0 O. Ci 0.0 
( )" (> 
~ , 2 0 . 0 2.0 -21. -1. 0 o. 0 0.0 0. (l o. 0 0 .0 0.0 0.0 ..::. 
3 10.ü 1. 0 0 . 0 0.0 o.o 0.0 0. 0 o.o 0.0 o.o 
2.0 
4 o. o 0.0 0.0 o.o 0.0 0.0 (l. 0 () . 0 o.o o. 0 0 . 0 
c:- 0 . 0 0.0 o.o 0. 0 o.o o.o c .o 0 . 0 o. o 0. 0 0 . 0 
.J 
6 0. 0 o.o 0. (l 0.0 o. 0 o. 0 (l. (l 0 .0 o.o o. 0 
0. 0 
7 0.0 o.o o.o 0.0 0.0 o.o 0.0 0.0 o.o o.o 
0.0 
8 (l. 0 o.o 0.0 o.o o. 0 0.0 o.o o. o 0 . 0 o.o 
(l . 0 
q 0 . 0 0 .0 0.0 o.o o. o 0 . (i 0.0 0.0 o.o o. 0 0 .0 
10 0. 0 o. (l 0. 0 o.o (l. (> 0 . (l o.o o.o o.o o. 0 
o.o 
z = 0.00 
w = o.oo 
Résultats de la t rans fot··rna t ion 
Tableau .,c11 . . 
Il 1. 0 0 . 1 -2.0 2. () o.o o.o o.o 0 . 0 0.0 
0.0 
T e.b 1 ee..u "D" . . 
Il 0 .0 0.0 o.o o.o 1.0 1. 0 1. 0 0 . 0 0.0 
0.0 
T ab 1 eau :-: "A" et "B'I 
1 10 .0 - ·1.0 3.0 1. 0 1. 0 0 . 0 0. (i o.o o. (l 0.0 
(J. 0 
~ . 2 0 .0 2. 0 -21. -1. 0 0.0 1. 0 o.o o.o o.o 0.0 
0. (l 
..::. 
3 10 .0 1. 0 0. 0 0 . 0 o.o o. o 1. 0 0 . 0 0.0 o. 0 
:: • c, 
4 0.0 o.o 0.0 0 .0 0.0 0. 0 0.0 o.o 0 .0 
0. 0 0. (l 
c:- 0 . 0 0.0 0. 0 0.0 o.o 0 . 0 0 .0 0 . (i o. o 0.0 
0 . 0 
,.J 
6 0 . 0 0. 0 o. 0 · 0.0 o. (l 0. (i (i. 0 o.o o.o o.o 
0 . 0 
7 0 . 0 o.o o.o o.o 0. (i 0 .0 o.o o.o (l. 0 0 . 0 
0.0 
I 
8 0. (l o.o o. (l o. o o. 0 o.o 0.0 0. 0 o. 0 
0. (i o. o 
9 o.o o.o o.o 0. 0 0. 0 0.0 0.0 0.0 0.0 
o.o 0.0 
10 0.0 o.o o.o o.o 0. (l o. 0 0 . () 0 . 0 u.o 0 . 0 
0 . (i 
.. - 0 .00 
w = 0.00 
pi vot age autour de 1 et 1 
Résultc:=-.ts de la. transf ormat :ion 
Tab lei::i u "C" : 
Il o . 0 (). ~ - :: . 3 1 . 9 -0. 1 0.0 0.0 o. o 
( ; . () (i . 0 
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Tableau "D" : 
Il 0 . 0 -6. 0 30.0 4.0 4. 0 0.0 o.o o.o 0.0 
o.o 
ï ab l e2<.u:< "A" et "B" 
1 1. 0 - ·0 . 1 0.3 0. 1 0. 1 0.0 o.o o.o o.o 0.0 
0.0 
2 0.0 4.0 -27. -3.0 - 2 .0 1 . 0 o. 0 o.o o. 0 
o.o 0. 0 
3 0.0 2.0 -3 . 0 -1.0 -1. 0 o.o 1. 0 o.o o.o 
o.o 2.0 
4 0.0 0. 0 0.0 0.0 (l. (l o.o o.o (l. (l o.o o.o 
o.o 
c:- o.o 0.0 o.o 0. (i 0 . 0 (i. (i o. ::) 0 .0 o.o o.o 0.0 .,_J 
6 0. (l o.o 0.0 o. o (i. 0 o.o (i. (i o. o 
0. (l o. 0 0.0 
7 0.0 o.o o.o 0.0 0.0 o.o 0 . 0 o.o o.o 
0.0 0. (i 
8 0.0 (i . 0 o. o () .0 (i . 0 (l. 0 (i . 0 0.0 (l. 0 o.o 
0 . 0 
9 () . (; o.o (l" 0 0.0 o.o 0. 0 o. o o.o 0.0 
0.0 0.0 
10 0 . 0 o. o 0. 0 0.0 (i. 0 o.o o. o o.o 0. 0 
o.o 0.0 
z = o.oo 
w = - ·2. 00 
pi v otage autour de 2 et 2 
F,ésul t2- ts de 1 a t ,-ans f orm2<.t i o n 
Tableau "C" : 
Il 0 .0 0.0 -1 .0 2.0 o.o -0.0 0.0 0 . 0 0.0 
0.0 
Tabl ea.u "D" : 
Il o.o 0.0 -10.5 -0.5 1. 0 1.5 o.o 0. 0 
(l.0 0.0 
T a b 1 eau :,-: "A" et "B" 
1 i.O 0. 0 -0. 4 0.0 o.o 0.0 0 . 0 0.0 o.o 
o.o 0 .0 
~ . o.o 1.0 -6 . 7 - 0 .7 - 0 .5 0.3 0.0 0.0 0.0 0.0 
0 .0 
..:.. 
. .:;, 0. 0 o.o 10.5 0.5 o.o -0.5 1. 0 0.0 o.o 0 . 0 
2.0 
4 o. o (l. 0 o.o (l. (> 0. (l o.o 0.0 o.o 0. (l o. 0 
o. n 
c:- 0.0 0 . 0 0.0 0.0 0.0 o.o o.o o.o 0.0 0.0 
0.0 
~· 
6 0.0 (l. (l (i.(l (l. (l o.o o.o o.o o.o o .. 0 
0.0 0 .0 
7 0 .0 o.o 0.0 o.o o.o o.o 0. (i o. 0 o.o 
o.o o.o 




9 0.0 0.0 o.o 0.0 o.o 0.0 o.o o.o o.o o.o 
0 .0 
10 0. (i 0.0 0 . (l (i" 0 o.o 0.0 0 . 0 0.0 o.o 
(j" ( ) 0 .0 
= = 0 . 00 
w = -2.00 
p ivo tage autour de 3 et 
.,. 
._:, 
Rés u i tats. de la trë1nsforma tion 
Ta.b leau 11c11 : 
Il 0. (i 0 .0 0.0 2. 1 0. 0 - ·0. 1 0. 1 o.o 
0.0 0.0 
Tableau "D" : 
Il 0.0 o.o 0.0 o.o 1. 0 1. 0 1. 0 0 . 0 0. 0 
o. o 
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T ab 1 e21.u :-: "A" et IIBII 
0 o. 1 1 . 0 o. (l o. 0 o. (i o . 0 
2 0.0 1 . 0 o. 0 -o. 4 -(i. 5 
3 o. 0 0.0 1 . 0 o. 0 o. 0 
4 0. 0 o. (l o. 0 o. 0 o. 0 
c:- 0.0 0.0 ._J o .. 0 o. 0 o. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 
7 o. 0 0.0 o. 0 o. 0 o. 0 
8 o.o (l . (l o. 0 o. (l o. 0 
9 0.0 o. 0 o. 0 o. (l o. 0 
10 0.0 (l. (l o. (l o. 0 o. 0 
;:: = o. 18 
w = 0.00 
Solution o pti male: 
Fonction o bj e cti f 
o. (l o. 0 () . 0 
-o. 1 o. 6 o. 0 
-o. 0 o. 1 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. (l 
o. (l o. 0 o. 0 
o. 0 o. (l o. 0 











>: 1 = 























o. l. 9048 
Résultats s ur les coûts 0.00000 
0.00000 
0.00000 






d eu >: , va 
tro1s,va 
An alyse d e sens i b il i te s ur la colonne 1 : 
- o. os:·s:::4 
0 .0904 8 
La s o lut ion reste valable p our le paramètre DE LTA dan s 
[ -1 3. 33333, 2. 5::::,333] 
a vec une pente 0.07143 
Analyse de sensibil it e sur la colonne 2: 
La sol u tion reste valable pour le p a ramèt r e DELTA dans 
[ -4 .88889 , 0.140 74] 
avec une pente 1. 2857 1 
Analyse de sensibilite su r la colonne 3 
La solution reste val21ble pou r le paramètre DELTA dans 
[-a, ' 0.950 0 0 ] 
avec une pente 0.19048 
An alyse de sensibi lite su r l a colonne 4: 
La sol ution reste valable pour le paramètre DELTA dan s 
[ - 2.09524,+CD] 
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Analyse de sensibilite sur la ligne 1 : 
La solution reste valable pour le paramèt re DELTA dans 
[ -1. 4 2857, 2.57143] 
a v E•C une pente 0.00000 
Analyse de sensibil ite sur la ligne 2: 
La. solution reste v alab l e pou,·· le pa.,·a.mètr-e DELTA da.ns 
[ -10 .00000 , 4 .00000 ] 
a vec une pente 0.09524 
Analyse de sensib11ite sur la ligne 3 
La solution reste valable p our le paramètre DELTA dans 
[ -2.00000 ,+a:i] 
a\,.. ec unE• pente -0.09048 
equ max [4 * x + 5 * yJ; 
fin 
u n , 2 * x + 3 *y <= 12; 
deu :-: , y <= 3; 
trois, ~-! <= 5; 
Résu l tats de la transformation 
Ta.bl ea.u "C " : Il -4.o -5. o o.o o.o o.o o.o o.o o.o o.o o.o 
Tabl ea.u IIDII : 
Il o. 0 o. 
T ab 1 ec3.U :-: "A" 
1 2. 0 ' ._,. 
~. o. 0 1 .a::. . 
' 
1 0 o. 
-
. 
4 o. 0 (). 
c:- o. 0 o. 
...J 
6 o. 0 ( ) .. 
7 o. 0 o. 
8 o. 0 o. 
9 o. 0 o. 
10 o. 0 o. 
... = o . 00 













o. 0 o. 0 o. (l o. 0 
''B'• 
o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. !) 
o. 0 o. 0 o. 0 o. 0 
o. (l o. 0 o. 0 o. 0 
o. 0 o. 0 o. (l o. (l 
o. 0 o. 0 o. 0 o. 0 
o. 0 o. (i o. 0 o. 0 
o. 0 o. 0 o. 0 o. 0 
o . (l o. 0 o. 0 o. 0 
Résu ltats d e la transfo rmation 
o. (i o. (l o. 0 o. 0 
o. (i o . 0 o . 0 o. 0 
o. 0 o. (l o. 0 o. 0 
() . (l o. 0 o. 0 o. 0 
o. (l o. 0 o. 0 o. (i 
o. 0 o. 0 o. 0 o. 0 
o. (i o . 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. 0 
o. (l o. 0 0" 0 o. 0 
o. () o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. (l 
Tableau "C " : Il -4. o -5. o o. o o. o o. o o. o o. o o. o o . o o. o 
Tablea.u 11 D" : Il o. o o . o o . o o . o o. o o. o o. o o . o o . o o . o 
1 2 . 0 
ë (i 
·-· . 
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Tableau>; "A" et IJBII 
1 2.0 3.0 1. 0 o.o o.o o.o o.o 
o.o 0.0 0.0 12.0 
2 0.0 1 . 0 0. (l 1 . 0 (l" 0 o. 0 o.o 
o. 0 (l" 0 o.o ::-.• 0 
..,. 1. 0 0.0 o.o 0. (l 1. 0 o.o o. 0 o.o 
o.o o.o 5. (l 
·-· 
4 (l. 0 (i. (l o.o o. 0 O.(l o. 0 o. 0 o.o o.o 
o. 0 o.o 
5 0.0 o.o 0.0 (l. 0 o. 0 o.o o.o 
o.o o.o 0.0 o.o 
6 o.o o.o 0.0 o.o o.o o. 0 0.0 
o.o o.o o.o o.o 
7 o.o 0.0 o. 0 o.o o.o 0.0 0. 0 
o.o û.O O.û o.o 
8 0. 0 o.o (l. (l (l. 0 o.o o.o 0. 0 
0.0 (l. 0 o.o o .. 0 
9 o.o 0.0 0.0 o.o o.o 0.0 o.o 
o.o 0. (l o.o 0.0 
10 o.o o. (l o.o 0.0 0 . (l (l. 0 
0 . () o. () o.o 0.0 (i. (l 
,;... = o.oo 
w = 0.00 
pivotagE a.utour de 2 et 2 
F~é:::ultats clE la t rar1s f c,r· mati on 
Tableau "C" : 
Il -4.0 0.0 0.0 5.0 o.o o.o 0.0 
0.0 o.o o.o 
Tableau 11011 : 
Il 0.0 o.o o.o o.o o.o 0.0 0.0 
o.o o.o o.o 
Tab 1 ea.u>: "A" et "B" 
1 2.0 o.o 1.0 -3.0 o.o 0.0 o.o 
o.o o.o o.o ::-.. o 
,.., o. 0 1. 0 o.o 1.0 o.o O.(l o. 0 0. 0 o.o o.o 
3.0 
..:. 
3 1. 0 o.o 0.0 0.0 1. 0 o.o o.o 
o. (l o. 0 o.o 5. 0 
4 o.o o. (l (l.0 0.0 0. (l 0. 0 0. (l (l. 0 0. (l 
o.o o.o 
c- o.o o.o 0. (l o.o o.o o.o o.o o.o 
o.o 0.0 o. (! 
.,_J 
6 (l. 0 o.o o.o o.o (1. (l 
(i. (l (l. 0 l). (l o. 0 o.o o.o 
7 o.o o.o 0.0 o.o 0.0 o. 0 o.o 
o.o o.o o.o o.o 
8 o. 0 o. 0 o.o o.o o.o o.o 0. 0 
o.o o.o (i. ù 0.0 
9 o.o o.o 0.0 o.o o.o 0. (i o.o 
o.o o.o o. o o.o 
10 o.o o.o o. (l o.o o.o o.o 
0. (i o.o 0. (l o.o o.o 
:: = 15.00 
w = o.oo 
pivotage autour de 1 et 1 
Résult;;.t;:; de la. t r ari =· f c, rma t i c,n 
T ê'•.ti J eau. 11c11 : 
Il 0.0 o.o 2.0 -1. 0 n.o 0. 0 
0 .0 0.0 0. 0 0 . 0 
Tabl ea.u "D" : 
Il ( ) . ~) o.o Û • (1 0.0 o.o 0. 0 
(i. 0 0. (l 0.0 0. 0 
appendice tests simplexe 20 
Tableau x "A" et Il p. Il 





~ o. 0 1 0 o. 0 1 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
ë 0 
~ . " 
~-
ë o. 0 o. 0 -o . C 1 ~ 1 0 o. 0 o. 0 o. 0 o. 0 o. 0 
ë 5 
~ . ~ . ~-
4 o. 0 o. 0 o. 0 o. 0 o . 0 o . 0 o. 0 o. 0 (). 0 o. 0 o. 0 
~ o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 ~ 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 (>. 0 o. 0 o. 
0 
~ 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 
10 o. 0 o. 0 o . 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 
z = 21 . 00 
w = o. 00 
pivotage autour de 3 et 4 
Résulta t s de l a t ransfo rmatj on 
Tableau 11c" : 
Il o. 0 o . 0 1 ' o. 0 o. 7 . I 
Tableau "D" : 
Il o. 0 o. 0 o. 0 o. 0 o. 0 
Tableaux IIAII et "B" 
1 1 . 0 o. 0 o. 0 o. 0 1 . 0 
2 o. 0 1 . 0 o. 3 o. 0 - o. 7 
ë o. 0 o. 0 -o . 3 1 . 0 o. 7 
4 o. 0 o. 0 o. 0 o. 0 o. 0 
5 o. 0 o. 0 o. 0 o. 0 o. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 
8 o. 0 o. 0 (>. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 (>. 0 
10 (>. 0 o. 0 o. 0 o. 0 o. 0 
z = 
~~ 33 ~~ -
w = o. 00 
Solution optimale: 
Fonction objecti f 














o. 0 o. 0 o. 0 
(> . 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 ô. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o . 0 o. 0 
o. 0 o. û o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
:3 .33333 
y = 

















































appendjce tests simple xe 21 
Analyse de sensibilite sur la colonne 1 : 
La s olution reste valable pour le paramètre DELTA dans 
[--a;, 0. 66667 J 
avec une pente 5.00000 
An alyse de sensibilite sur la colonne 2: 
La solution reste valable pou r le pa ramètre DELTA dans 
c -1. ocnoo, 5. 0 0000 J 
avec unE· pente 0.66667 
Analyse de sensibilite sur la ligne 1 : 
La solution reste valable pour le pa ramètre DELTA dans 
[ -2.00000, 7.00000 ] 
avec une pente -1.66667 
Analyse de sensibilite sur la ligne 2: 
La solution reste valable pour le pa ramètre DELTA dans 
[ -2.33333,+m] 
avec une pente 0.00000 
Analyse de sensibilite sur la l igne 3: 
La soluti on reste valable pour le paramèt r e DELTA dans 
[ -3. '.:, 0000 , 1. 000 0 0 J 
a v ec une pen tE· 
eq u ma x [- x + yJ; 
ur,, ,·, >= 1; 
-0.66667 
de u~ , - x +y \ = 2; 
fin 
Résultats de la transfo r mat ion 
T ël.b i ea.u "C" 
Il 1 . 0 -1 . 0 o. () o. 0 o. 0 o. 
Tab leau 11011 : 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 
0 (; . (i o . 0 o. 0 o .. 0 
0 o. 0 o. 0 o. 0 o. 0 
appendice tests simple ~e 22 
Tab 1 eau;-: "A11 et IIBII 
1 1.0 0.0 0.0 0.0 0.0 0.0 0.0 o.o 0.0 0.0 1. 0 
~ . 
..::. - ·1. 0 1. 0 0. 0 0.0 o.o o. 0 0.0 0.0 0.0 o.o 2. () 
3 0.0 0.0 0.0 o. 0 0.0 0.0 0.0 0 . 0 0.0 0.0 0 .0 
4 0. (l 0.0 0.0 0.0 0.0 0.0 o.o 0.0 0.0 0.0 0.0 
5 0.0 0.0 0.0 0.0 0 . 0 0. 0 o.o o.o 0 .0 0. () 0. 0 
6 0.0 0.0 0.0 0.0 0. (l 0.0 0.0 0.0 0.0 0.0 o.() 
7 0 . 0 0.0 0. 0 0.0 0 .0 0.0 0.0 0 . 0 0.0 o.o 0.0 
8 0.0 0.0 0. (i o. 0 0.0 0.0 o. 0 (l. 0 0. 0 0.0 0 . 0 
9 0.0 o .. 0 0.0 0. (l 0.0 0.0 0 . 0 0. 0 o.o o.o 0.0 
10 0. 0 0.0 o. 0 0.0 0.0 (l. 0 0.0 o.o 0.0 û. (l o. 0 
:: = 0.00 
w = 0 .0() 
Ré5ul tats de la transf ormation 
Tableau ''[: '• : 
Il 1. 0 --1 .0 0.0 0 . 0 0.0 0.0 0 . 0 (i. 0 0.0 0.0 
Tab leau "D" : 
li 0.0 0.0 o.o 0.0 1. 0 0.0 o.o 0.0 0.0 o.o 
Tat, l ea u>: "Ali et "B" 
1 1.0 0.0 - 1.0 0. 0 1.0 (i. 0 0.0 (i. 0 0.0 0.0 1. 0 
2 --1. 0 1.0 0.0 1. 0 o.o 0.0 o. 0 0.0 (i. 0 o.o 2. (l 
3 0.0 (l. 0 0.0 0 .0 0.0 0.0 0.0 0.0 0.0 o.o (i. 0 
4 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 o.o 0. 0 0.0 
5 0.0 0. (i 0.0 0.0 0.0 o. 0 0.0 0.0 0.0 0.0 0.0 
6 o. 0 0.0 0.0 0.0 0.0 0. 0 0.0 0.0 0.0 o. 0 0.0 
7 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 
8 0.0 0.0 0.0 0 .0 0.0 0.0 o. 0 0. 0 0.0 0 . 0 0.0 
9 0.0 0.0 0.0 o.o 0. 0 (i . 0 o. 0 0.0 0.0 0.0 0.0 
l.O o.o o.o 0.0 0 .0 0.0 o. 0 0.0 0. 0 0.0 0.0 0.0 
z = 0 . 00 
w = 0 . 00 
pi v otage autour de 1 et 1 
Résul tats de J.a tra. n!:- f □ , - mation 
Table•au "C" : 
Il 0 .0 -1.0 1. 0 0.0 -1.0 0 . 0 0. 0 0.0 0.0 0 .0 
Tableau 11[} 11 : 
li 0 . 0 0 . (! 0 . 0 0 . 0 1. 0 0. 0 0.0 0 .0 0.0 0.0 
T ab 1 ea u;-: "A" et Il F: 11 
1 1. 0 0.0 -1.0 0.0 1.0 0. 0 r) • i) 0.0 0.0 0.0 1. 0 
2 0. (l 1.0 -1.0 1. 0 1. 0 o.o 0.0 0 .0 0.0 0 . 0 : . • 0 
7 0.0 0 . 0 0.0 0.0 0 . 0 0 . 0 0.0 0 .0 0.0 0.0 (i. 0 
·-· 
4 o.o 0.0 0.0 0.0 (). () o.o 0 .0 (). () (l. (l 0.0 () r ;) 
5 0 .0 0.0 0 . 0 0.0 (}. c, 0. 0 0. 0 0 .0 0.0 o.o 0.0 
6 0 . 0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0. 0 0.0 0.0 
7 0.0 0.0 0.0 0.0 (i . 0 o. c 0.0 0.0 (i. 0 o. 0 o. o 
8 o . 0 0.0 0.0 0.0 0.0 0.0 0.0 0 . 0 0.0 0.0 0.0 
9 0.0 0.0 0.0 o. 0 0 . 0 0.0 0.0 0.0 0.0 0.0 o. o 
10 0" 0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 o. (l 0 . 0 0.0 
z = -1.00 
w = 0.00 
pivotage autour de 2 et 2 
appendice test s s~mplexe 
Résultats d e la t rans formation 
Tableau "C" : 
Il 0.0 0.0 0.0 1.0 0.0 
Tableau "D" : 
Il 0 .0 0.0 0.0 0 . 0 1.0 
Tableau x "A" e t Il E~ Il 
1 1 . 0 o. 0 -1 . 0 o. 0 1 . 0 
2 o. 0 1 . 0 -1 . 0 1 . 0 1 . 0 
~ o. 0 o. 0 o. 0 o. 0 o. 0 
-
4 o. 0 o. 0 o. 0 o. 0 o. 0 
C o. 0 o . 0 o. 0 o. 0 o. 0 J 
6 o. 0 o. 0 o. 0 o. 0 o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 
8 o. 0 o. 0 o. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 
10 o. 0 o. 0 o. 0 o. 0 o . 0 
z = 2 . 00 
w = o. 0 0 
Solution optimale: 
Fonction objectif 














0.0 0.0 o.o o.o 
0.0 o.o o.o o.o 
o. 0 o. 0 o. 0 o. 0 1 . 
(). 0 o. 0 o. 0 o. 0 ë ~-
o. 0 o. 0 o. 0 o. 0 o. 
o. 0 o. 0 o. 0 o. 0 (l • 
o. 0 o. 0 o. 0 o. 0 o. 
o. 0 o. 0 o. 0 o . 0 o. 
o. 0 o. 0 o. 0 o. 0 o. 
o. 0 o. 0 o. 0 o. 0 o. 
o. 0 o. 0 o. 0 o. 0 o. 
o. 0 o. 0 o. 0 o. 0 o. 
2 . 00000 




deu x ,ve+ 
un,va 





Analyse de sensibilite sur la c olonne 1 
La solution reste valable pour l e paramèt r e DELTA dans 
[-m,+m] 
avec une pente 1 . 00000 
An a l y se dE sensibilite sur la colonne 2: 
La sol u t ion reste valable pour le paramè t re DELTA dans 
1.00 000] 











appendice tests simple xe ·24 
Analyse de sensibil i te su r la ligne 1 : 
La solution reste valable pour le paramètre DELTA d ans 
[ -- 1 • (>(l(l ( H) , +m J 
avec u ne per,tE· 0 . 00000 
Anal y se de sensibilite sur l a ligne 2 
La solution reste valabl e pour le pa r amètre DELTA d ans 
[ -3.00000 ,+mJ 
a v e c: une pe,, te -1.00 0 00 
e q u ma ;: [ y J ; 
un, x +:*y >= 3; 
deu x , 3 * x + y ~= 3; 
t r ois, x +y <= 3; 
f in 
Résultats d e la t r ansfo rmation 
Tableau "C " : 
Il - 1 • 0 0.0 
T a.b 1 ea.u "D" : 
Il 0.0 0.0 












1 ( , 
-. 0 1 k-• . 
1 . (l ~ .. 
1 . 0 1 . 
o. 0 o. 
o. 0 o. 
o. 0 o. 
o. 0 o. 
o. 0 o .. 
o . (l o . 
o. 0 o. 
z = o.oo 












o.o o. 0 0 .0 o. o 
o.o o. 0 o. 0 o. 0 
Il E~ Il 
o. 0 o. 0 o. 0 o. 0 
o. (l o. 0 o. 0 o. (l 
o . 0 C) • 0 o. (, o. (l 
o. 0 o. (l o. (l o. (l 
o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. (i o. (l 
o . 0 o. 0 o. 0 o. 0 
o. 0 (i. 0 (). (i (: . 0 
o. (: o. 0 o. 0 o. 0 
o. 0 o.·o o. (i o. 0 
Résultats de la transformat i on 
o. 0 o.o o. 0 o. 0 
o. 0 0 . 0 0.0 0.0 
o. 0 (). 0 o. 0 () . 0 
o. 0 o. 0 (l. 0 o. 0 
o. 0 o. 0 o. 0 o. 0 
o. () o. 0 o. (l o. (i 
o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. 0 
o. 0 o. (i o. 0 o. 0 
o. 0 o. 0 () . 0 o. 0 
o. 0 o. () (). 0 o. 0 
o. (i o. 0 o. () o. 0 
Tabïeau "C" : Il - 1 . o o. o o. o o. o o. o o. o o. o c,. o o. o o. o 
Tableau "D" : li 0.0 O.(, o.o 0.0 0.0 1. 0 1. 0 0.0 o.o 0.0 
..,. 0 













. - - . -·· . 
appendice tests simplexe 25 
Tableaux "A" et 11811 
1 2.0 1.0 -1.0 0.0 0.0 1.0 0.0 o.o 0.0 o.o 3.0 
2 1.0 3.0 o.o -1.0 o.o 0.0 1.0 o.o o.o o.o 3.0 
ë 1.0 1.0 0.0 0.0 1.0 o.o 0.0 0.0 o.o 0.0 3.0 ~ 
4 o.o 0.0 o.o o.o 0.0 0.0 0.0 o.o o.o o.o o.o 
~ 0.0 0.0 o.o 0 .0 o.o 0.0 o.o 0.0 o.o o.o 0.0 ~ 
6 o.o 0.0 o.o o.o o.o o.o 0.0 o.o o.o 0.0 0.0 
7 o.o o.o o.o o.o o.o 0.0 o.o 0.0 0.0 0.0 0.0 
8 o.o o.o o.o o.o o.o o.o 0.0 o.o o.o o.o 0.0 
9 0.0 o.o 0.0 0.0 0.0 o.o 0.0 0 .0 o.o 0.0 0.0 
10 0.0 0.0 0.0 o.o o.o o.o 0.0 o.o 0.0 0.0 o.o 
~ = 0.00 
w = 0.00 
pivotage autour de 2 et ~ L 
Résultats de la transformation 
Tableau "C" : 
Il -1.0 0.0 o.o 0.0 0.0 o.o 0.0 0.0 o.o 0.0 
Tab leau 11011 : 
Il -1.7 0.0 1.0 -0.3 0.0 0.0 1.3 0.0 0.0 o.o 
Tableaux "A li et "B" 
1 1.7 0.0 -1.0 0.3 0.0 1.0 -0 . 3 o.o 0.0 o.o 2.0 
~ 0.3 1.0 o.o -0.3 0.0 o.o 0.3 o.o o.o 0.0 1.0 L 
3 0.7 o.o 0.0 0.3 1.0 0.0 -0.3 o.o 0.0 0.0 2.0 
4 o.o o.o 0 .0 0.0 0.0 0.0 o.o o.o o.o 0.0 o.o 
~ o.o 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ~ 
6 o.o o.o o.o o.o o.o 0.0 0.0 0.0 0.0 o.o o.o 
7 0.0 o.o 0.0 0.0 0.0 0.0 0.0 o.o 0.0 o.o o.o 
8 o.o o.o o.o 0.0 o.o 0.0 0.0 0.0 o.o o.o 0.0 
9 0.0 0.0 0.0 o.o 0.0 0.0 0.0 0.0 0.0 0.0 o.o 
10 o.o 0.0 o.o o.o o.o o.o o.o 0.0 0.0 0.0 o.o 
z = 0.00 
w = -2.00 
pivotage autour de 1 et 1 
Résultats de la transformation 
Tableau " C" ~ 
Il 0.0 o.o -0.6 0.2 0.0 0.6 -0.2 0.0 0.0 0.0 
Tableau "[l" : 
Il 0.0 o.o 0.0 0.0 0.0 1.0 1.0 0.0 0.0 0.0 
appendice tests simplexe 26 
Tableau :-: "A" et "B" 
1 1. (l 0.0 -0.6 0. ::: 0.0 0.6 -0.2 0.0 (l. (l 
~ . 
..::. o.o 1. 0 0. :: -o. 4 0. 0 --0. 2 0.4 0 .. 0 0 .0 
..,. 0.0 0.0 0.4 0.2 l.O -0.4 -0.2 0.0 0. 0 ... ;. 
4 0.0 0.0 0.0 0.0 o. 0 0.0 o .. 0 o.o o. 0 
5 O.û o. 0 0.0 0.0 0 . 0 o. 0 0.0 0.0 0.0 
6 o.o 0.0 0.0 o.o 0. (l 0.0 0. 0 0.0 0. 0 
7 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 f 
8 0.0 0.0 o.o 0.0 o .. o 0 .. 0 0.0 0.0 0.0 
9 0.0 0.0 0.0 0.0 0.0 o. 0 0.0 0.0 0.0 
10 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0. (l 0.0 
z = 1. 20 
w = 0. 00 
pivotage autour de 3 et 3 
Résultats de la transformation 
Tableau 11c•1 : 
Il 0.0 0.0 o.o 0.5 1. 5 0.0 -0.5 o.o 0. (i 
Tableau "D" : 
Il 0.0 0.0 0.0 0.0 0.0 1.0 1.0 0.0 0.0 
Tableau :-: "A" et "B'' 
1 1.0 0.0 0.0 0.5 1. 5 0.0 -0.5 0.0 0.0 
2 o. 0 1.0 0. 0 -0. 5 --0. 5 0.0 (). 5 0.0 0.0 
3 o.o o.o 1. 0 0.5 2.5 -l.O -0.5 0.0 0.0 
4 0.0 0.0 0.0 0.0 o.o o.o o.o 0.0 0.0 
r:-
. .J 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 
6 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 
7 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0 .. 0 0.0 I 
8 0.0 o. 0 0.0 0.0 0.0 0.0 o.o 0.0 0.0 
9 0.0 0.0 0.0 o.o 0.0 0.0 o.o 0.0 o.o 
10 o.o 0. 0 0.0 0.0 0.0 0. 0 0.0 0.0 0.0 
z = 3.00 
w = 0.00 
Solution optimale: 
Fonction objectif z = :;;; . 00000 































































append ice tests simplexe 27 
Analyse de sensibilite sur la colonne •l J. 
La solut i on reste valable pour le paramètre DELTA dans 
[ --m' 1.00000] 
a.vec une pente 3.00000 
Analyse de sensibilite sur la colonne 2: 
La solution reste val able pour le paramètre DELTA dan s 
[ -1.00000,+m] 
avec une pente 0.00000 
Analyse de sensibilite sur la ligne 1 : 
La solution reste valable pour le paramètre DELTA dans 
[-m? 3.00000] 
avec une pente 0.00000 
Analyse de sensibilite sur la ligne 2: 
La solu tion rest e valable pour le paramètre DELTA dans 
[ 0.00000 , 6.00000] 
avec une pente 0.50000 
Analyse de sensibilite sur la ligne ":!" 
·-· 
La solution reste valable pour le paramètre DELTA dans 
[ -1.20000, 0.00000] 
avec: une pente -1.50000 
equ: ma :-:[yJ; 
fin 
un, - x +y>= 0.2; 
deu x , x +y>= 2; 
trois, y > = 1 . 1 ; 
quatre, y<= 2; 
Résultats de la transformation 
Tableau "C" : 
Il -1 . 0 0.0 0.0 0.0 o.o 0.0 
Tab lea u 11 D11 : 
Il 0 . 0 0.0 o.o 0.0 o.o o.o 
0.0 0.0 o.o (>" () 
o. o o.o 0. (l o.o 
------ - -
- - - - - --- - -------
appendice tes ts simple xe 28 
Tab 1 eau:,: "A" e t "B" 
1 1. 0 -1.0 (l . (l 0.0 0.0 0 . 0 0.0 0.0 0.0 0. 0 0.2 
":> 1 . 0 1. 0 0.0 0 .0 0 . 0 0.0 0.0 o. 0 0.0 0. 0 2 .. () ..:.. 
3 1.0 0.0 0.0 0.0 0.0 0 . 0 0. 0 0.0 0 .0 0.0 1. 1 
4 1. 0 0.0 0. 0 (i. 0 0.0 0 . 0 0.0 0. (l o.o 0.0 '.2'.. (} 
5 o. 0 0 . 0 0.0 0, 0 0.0 0 . 0 0. 0 0.0 o.o 0.0 0. 0 
6 0.0 (). 0 0.0 (i. 0 0. (i 0.0 0.0 0. 0 0.0 0.0 o. 0 
7 o.o 0.0 0. 0 0.0 0.0 0 . 0 0.0 0 . 0 0.0 o.o (i. 0 
8 0 .0 0.0 0. (i 0.0 0.0 0.0 0.0 0.0 0 . 0 0.0 o. 0 
9 0.0 0 .0 0.0 0.0 0.0 0 . 0 0 .0 0.0 0.0 0.0 0 . 0 




= 0 . 00 
w = 0.00 
Résultats d e la t ransformati on 
Tableau "C:" : 
li --1. 0 0 . 0 0.0 0 . 0 0.0 0.0 0 . 0 0 . 0 0 .0 0.0 
Tabl ea u. "D " : 
Il 0.0 0 . 0 0 . 0 0 . 0 0.0 0.0 1. 0 1. 0 1 . (i 0 . 0 
Tableau >: "A'I et " B " 
1 1.0 --1 . 0 - 1. 0 0 . 0 0. 0 0.0 1. 0 0.0 0.0 o.o 0.2 
,-, 1. 0 1. (l 0. 0 -1.0 0. (l 0 . 0 0.0 1. 0 o . () o. 0 2.0 ..::. 
3 1.0 0.0 0.0 0.0 -1.0 o.o 0 .0 0.0 1. 0 0.0 1. 1 
4 1.0 0. (l 0.0 o. 0 o. 0 1. 0 (i . (l 0.0 0. (l o. 0 2 . (i 
c- 0 .0 0.0 0.0 0 .0 0.0 0.0 0.0 0 . 0 0 . 0 0 .0 0.0 ~, 
6 0.0 0. 0 0. 0 0.0 0 .0 o.() 0 . 0 0.0 0. 0 o. 0 0.0 
7 (i. 0 0.0 0.0 0.0 0. 0 0.0 0.0 0. 0 0.0 o. 0 0.0 
8 0.0 o. o 0 . 0 0 .0 0.0 0. (J 0 . 0 0 . 0 0.0 0.0 0.0 
9 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0 . 0 0. 0 0. 0 0.0 
10 0 . 0 0.0 0. 0 0 . 0 0.0 0.0 0 . 0 0.0 0.0 0.0 0.0 
2: = 0.00 
w = 0 .00 
p ivotage a u tour d e 1 et 1 
Ré::-ult c3 t s de la t r ansformat i on 
Tab leau "C " : 
Il 0 . 0 -1.0 -1.0 0.0 0.0 0 . 0 1. 0 0.0 0. (; 0 . 0 
Tableau "D" : 
Il 0 . 0 -3 . 0 -2.0 1. 0 1. 0 0.0 3.0 0 . 0 0.0 0 . 0 
Tableau >: "A " et 11[:t l 
1 1. û -1. 0 - 1. 0 (i . 0 0 .0 0.0 1. 0 0 . 0 0. 0 0.0 0.2 
2 0. (i : : . 0 1.0 -1.0 0.0 0.0 --1.0 1. 0 0.0 0. 0 1 • i::: 
ë o.o 1. 0 1. 0 0 . 0 -1.0 0 . 0 - 1.0 0 . 0 1. 0 o.o 0 . 9 ._, 
4 o.o 1. 0 1. 0 0.0 0 . 0 1. 0 ·- 1 .. 0 0 .0 0.0 o. 0 1.8 
c- 0 . 0 0.0 0.0 o.o 0 .0 0.0 0.0 0 .0 0.0 0.0 0.0 ...J 
6 0.0 0. (i 0. 0 0 . 0 o.o (l. 0 0 . 0 0 . (i 0.0 0. (i (l. 0 
7 0.0 0.0 0.0 o. 0 0 .0 0. 0 0 .0 (î. 0 0 . 0 0.0 0.0 
8 0.0 0 . 0 0.0 0 .0 0.0 0.0 0.0 0.0 0.0 0. (i o. 0 
9 o. 0 0.0 0.0 0 .0 0. (J 0.0 0 . 0 0. 0 0.0 0. (1 0.0 
10 0 . 0 0.0 0.0 0. 0 0.0 0. (l 0 . 0 0 . 0 0.0 o.o o.o 
apper,d ice tests s i mple xe 29 
z = 0.20 
w = -2.70 
pivotage autour de ::. e t 2 
Résul ta.ts de la transformation 
T ab l ea.u "C" : 
Il 0. (1 o.o o. o 0 . 0 - 1 .0 o.o 
0 .0 0.0 1. 0 0 . (l 
T ab l ec3.u "[:" : 
Il 0 . 0 0.0 1. 0 1.0 -2.0 o. o 
o.o o.o 3 . 0 o.o 
T ab 1 ea.u. Y "A" et "B" 
1 1. 0 0.0 o.o o.o -1 . 0 o.o o.o 
o.o 1. 0 0 . 0 1.1 
2 0.0 o. o -1.0 -1 . 0 2 . 0 o.o 1 . 0 
1.0 -2.0 (l. 0 0. 0 
ë o.o 1.0 1. 0 o.o -1.0 0.0 -1.0 o.o 1. 0 
0.0 0.9 
·- ' 
4 0. (i o.o o.o o. o 1.0 1. 0 o.o 
o. o -1.0 o.o 0.9 
c:- 0.0 0. (1 o.o o. o o . 0 o.o o. o o. o o.o 
o.o 0.0 
__, 
6 o.o 0 . (i 0. (l o. (i 0. 0 o. 0 0. (l 
0. (l 0 . 0 o.o 0. 0 
7 0 . 0 0.0 o. o o.o o.o 0.0 0.0 
o. o 0 . 0 o.o (i • l) 
8 o.o o.o (l. 0 0 .0 o.o (l . (l o. o 
o. 0 (l. 0 0.0 o. o 
9 i). (l 0.0 0 . 0 0 . 0 o. o o.o o.o 
o. o 0. 0 0 . 0 0.0 
10 (l. 0 o. 0 (l . (i o. 0 o. 0 (l. 0 0 . 0 
o. o o.o 0. 0 0.0 
z = 1 . 10 
w = 0.00 
pivotage a utou r de 2 et 5 
Résultats de l a t rans fo r mi:ltion 
Tableau "C" . . 
Il 0 . 0 0. 0 --0. 5 - 0 . 5 0.0 0.0 
o. 5 0.5 0. (> o.o 
Tableau 11011 : 
Il o.o 0.0 0.0 o . o 0.0 o. o 1. 0 
1 . 0 1 .0 0.0 
T ab 1 ec3.U ;.: I IAll et "B" 
1 1 . 0 o.o -0 . 5 - 0 .5 0.0 o.o (>. 5 
(l. 5 o.o o.o 1. 1 
2 0.0 0 . 0 -- 0 . 5 - 0 . 5 1.. 0 o.o 0.5 
0 .5 --1..0 o.o o. (l 
..,. o.o 1. . 0 0 . 5 -0 .5 (i. (i o.o -0.5 0.5 
0.0 0 . 0 0 . 9 
. .:, 
4 0. (i o.o (). 5 0.5 o. 0 1.0 -0.5 -(i.5 o. 0 
o.o 0 .9 
,:::- o.o 0.0 o.o (i" 0 0 . 0 0 . 0 0. 0 o. 0 
0 . 0 o.o 0. (l 
~-' 
6 o.o 0 . 0 (l. 0 0 . (l o.o o.o o.o 
o.o (i . 0 o.o (i. () 
, o.o o. 0 o.o o. o 0 . 0 o. o o. o 0.0 
o.o o.o 0.0 
, 
8 0. (l o. 0 0. (l o. 0 o.() o.o o.o o. o (l . (l 0. (i o. o 
9 (l . 0 0.0 0.0 (i. 0 o.o o.o 0.0 
0 . 0 0. (l 0 . 0 (i. (} 
10 0. (l o.o o.o 0. (i o.o o.o 
o.o 0.0 (l. (l (l , l) 0 . 0 
z = 1 . 10 
w = o.oo 
pi v o t age a utour de 3 e t . .::, 
Résultats d e l a t rans f ormation 
Tableau "C" : 
Il 0 . 0 1 . 0 0 . 0 - 1. 0 o.o o.o 
o.o 1 . 0 o. o o. o 
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Tabl e au " D'' : 
Il 0 . 0 0 . 0 0 . 0 o. o o. o 0 . 0 1.0 
1 . 0 1 . (l t). () 
Tableau :.: "An e t Il [ 1 11 
1 1.0 1 . 0 0.0 -1 . 0 o. o 0 . 0 
o.o 1 . 0 0.0 0 . 0 l\ : '. . () 
2 o. 0 1. 0 0 . 0 -1 . 0 1 . 0 ù. (i 
o.o 1 . 0 - 1. 0 o.o ! 0 . 9 
3 o. o 2. () 1 .0 - 1. 0 o.o o. o -1 . 0 1 . 0 
0 . 0 o. o 1. 8 
4 0.0 -1 .. 0 o.o 1 . 0 o. 0 l. 0 
0 . 0 - 1 . 0 0. (l o. o 0.0 
5 0. l) o. o o.o 0.0 0 . 0 o. o 
o. o 0 . 0 o. o 0 . 0 0.0 
b o.o o.o 0. (l o.o o . () 0. 0 o.o o. 0 û. 0 o. 0 
0.0 
7 0.0 o . o o.o o . 0 o. o o.o 
o.o o . o o . o o. o 0 .0 
8 0. 0 o. o o . 0 0.0 (l" (l o. 0 
o. 0 0. 0 0 . 0 o.o 0 . 0 
c;, 0.0 0 . 0 0.0 o.o 0.0 o.o o. o 
o.o 0 .0 0 . 0 0. 0 
10 o. 0 o. o o.o o.o o.o (l.0 o.o o.o 
(i. 0 o.o o. o 
z = 2 . 00 
w = o.oo 
pivotag e a u t our d e 4 et 4 
Résul t ats d e la t t-·ansfor ma t ion 
Tableau " C " : 
Il o.o o. o o.o o.o o. o 1. 0 
o. o o.o o.o 0.0 
Table a u " D " : 
Il o. o o. 0 o.o o.o o. 0 o.o 
1. 0 1. 0 1 . 0 o. 0 
Tableau >: "A" et " B " 
1 1. 0 o . o 0 . 0 0 . 0 0. 0 1. 0 
o.o o.o o.o o. o 2.0 
,-, o. o o. o o. (l o. o 1. 0 1 . (l o . o 
(l . 0 -1. 0 o. o 0.9 
..;., 
' 
o. o 1. 0 1. 0 o.o 0 . 0 1. 0 - 1. 0 0 . 0 
o. o o.o 1.8 
._, 
4 o.o -1 . 0 0 . 0 1 . 0 o . o 1. (l 
o . o -1.0 o. o o.o o. o 
5 0 . 0 o. o o.o o.o o. o o.o 
o. o o.o o.o o.o o.o 
6 0 . (l o.o o. o o. 0 o. (l o.o 
o. o o. o o.o o.o o.o 
7 0 . 0 o.o i). (l 0. 0 0 . (l 0 . (l 
o.o o. o o. o o.o 0. (i 
8 0 . 0 o.o 0 .0 o. o o . (l o . (l 
o . o o. (l 0. (l o. (l o.o 
9 o. (l o. o o . o 0.0 o. o o.o 
o. o o.o o.o 0.0 0.0 
10 o.o 0.0 0" (l (J. 0 o.o 0 . 0 
o. (l (l. 0 o.o o.o 0. (i 
z = 2. ()() 
w = o. oo 
Solution optimal e : 
F o nc t ior1 o bject i f : z = 2.00000 
y =- 2.00000 
un ,ve+ = 1.80000 
un , v e - = 0.00000 
deu :-: , ve - = o. 9 (l(l(i(l 
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qua t re, ve+ 
un,va 
deLl >~ , va : 
t rois, va: 










La solution reste valab le pou r le paramètre DELTA dans 
[-c;;' 1.00000 ] 
ëtvec une pente 2.00000 
Analyse de sensibilite sur la colonne 2: 
La solution reste valable pour le pa r amèt re DELTA dans 
[ 0.00000,+c;;] 
avec une pente 0 . 00000 
Analyse de sensibilite sur la ligne 1 : 
La solution reste valable pour le paramètre DELTA dans 
[-c;;' 1.80000] 
avec une pente 0.00000 
Analyse de sensi bi lite sur la ligne ~ . ..:.. . 
La solution reste valable pour le paramètre DELTA d ans 
[ -c;;' 0.00000] 
avec une pente 0.00000 
Anal yse de sensibilite sur la li gne 3 
La solution reste valable pour le paramètre DELTA d ans 
[-CI)' 0.90000] 
avec une pente 0.00000 
Analyse de sensibilite sur la ligne 4: 
La so]ution reste va lab le pour le paramètre DELTA dans 
[ 0.00000, +w] 
avec une pente -1.00000 
appendice tests simple x e ~ ,-. -..:•..:.:. 
equ : min[2 * x + 3 * yJ; 
un, >: + 2 * y .>= 12 ; 
deu;<, 3 * :-: + 4 * y = 30; 
t t-o i s;. , 3 * ;-: + y >= 1 5 ; 
fin 
RéS: ul tats de la transfo r mation 
T ab ]. ea u 11c:11 : 
Il 2 . ( > 3.0 0.0 0 . 0 0 . 0 0.0 O.ü (l" 0 0. (i o.o 
T ab-1 ea L: "D" : 
li o.o o . (, () . ( ) c.o 0.0 o. o 0 . 0 0.0 o. c 0 . 0 
Tableau >: "A" et "E-11 • 
1 -1.0 -2.0 o. o 0 . 0 0 . 0 o. o o.o 0.0 o.o o.o 
~ , 
-3.0 -4.0 o. o 0.0 o. o o. 0 o.() 0. (l 0.0 o. o 
.L 
·-·· 
-3. 0 - ·1. 0 (i . 0 0 . 0 o . o o. o o. 0 0.0 o.o 0 . 0 
4 0.0 o. o o. 0 o.o 0.0 0. 0 0 . 0 (l . 0 (t. 0 0 . 0 
C' o.o 0. 0 o. o 0 . 0 0.0 0 . 0 0.0 o.o 0 . (i 0 . 0 ,._J 
6 o. 0 0.0 0. 0 o.o 0. (l o.o 0. (l o.o o.o o.o 
7 o. 0 o. o 0.0 0 . 0 o. o o.o 0.0 0 . 0 0 . 0 o.o 
8 o. 0 0.0 o.o o.o 0.0 0.0 0 . 0 0. (l 0. 0 o.o 
9 0. 0 0.0 0 . 0 0 . 0 o.o o.o o.o 0 . 0 o. (i 0.0 
10 0.0 o.o 0.0 o. o o.o o.o o.o o.o 0.0 0 . 0 
.:.. = 0 . 00 
w = 0.00 
Ré ·::=.u ltats de la t r a ns f ormation 
Tableau "C" : 
Il 2 . 0 3.0 o. o 0 .0 o. o 0 . 0 0 . 0 0 . 0 0.0 0 . 0 
Tableau "D " : 
Il 0 . 0 0. (i 0 . 0 0 .0 0.0 0.0 0 . 0 0 . 0 0.0 
0 . 0 
Ta b l e a.u:-: "A" et "B" 
1 1 --1. 0 -2 . 0 1. 0 0.0 o. o 0 . 0 0.0 0 . 0 
0.0 0 . 0 
,...., 
- 3 . 0 -4.0 0. (i 1. 0 o.o (l . 0 0 . (> o . (, (t. 0 o.o 
.L 
. .:.-, -3.0 -1. 0 0 . 0 0.0 1.0 0. 0 0 . 0 o. (l O.û 0.0 
4 0.0 (l. (l 0 . (i 0.0 0 . 0 0.0 0.0 o. (l 0.0 o.o 
5 0.0 0.0 0.0 0 . 0 o. o o . o· 0.0 o.o 0 . 0 0.0 
6 o.o o.o 0. (t 0. 0 o.o o. 0 0 . 0 o. o 0. 0 
(l. (l 
, 0 . 0 0.0 o.o 0 . 0 o.o 0.0 o. o 0 . 0 o. 0 0.0 I 
8 0 . 0 (l. 0 o.o (). () 0.0 0.0 0.0 0 . 0 o.o 0.0 
9 0 . 0 0 . (i o.o 0 . 0 o.o 0.0 0 . 0 o. o o.o o.o 
10 0.0 0 . 0 0 . 0 o.o 0 . (l (l. (i 0.0 0. (l 0.0 o.() 
.:.. - 0 . 00 
w = 0.00 
pi votage a u tour de 2 et 1 
Résultats de la transfo r mation 
Tableau "C" : 
Il o.o 0.3 (J. 0 0.7 0 . 0 o.o (1 . 0 0.0 0 . 0 
o.o 
-12.0 












0 . () 
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Tableau "D" : 
Il 0 . 0 0.0 0.0 0. (i 0.0 0.0 o. 0 0 . 0 0.0 0.0 
Tableau;-; IIAI I et "E( II 
1 O. 0 ·-·O . 7 1. 0 -0 . 3 0. 0 o. o 0 . 0 0.0 o.o o.o - -: : . 0 
2 1 . (l 1. 3 0. 0 --0. 3 0.0 c .o 0.0 o. o 0.0 0 . 0 10.0 
..,.. 0.0 3. (} 0.0 -1. 0 1. 0 0 . 0 (). (i 0.0 0.0 0.0 1 :: .. 0 
·-· 
4 0 . 0 0.0 o.o 0.0 o. 0 (i. 0 0 . 0 o. o o.o 0. (l 0.0 
C o.o (!. 0 0. 0 0. 0 0 . 0 o. o 0.0 o.o o.o 0.0 n. o 
~· 
6 0.0 o.o 0 . 0 0 . 0 o.o (1. 0 0 . 0 (l. () (l. (l o. o 0 .0 
7 c: .. () 0.0 0. 0 0. (l o.o 0.0 (l. 0 o . (1 o .o 0.0 0.0 
8 0.0 0.0 o.o 0.0 0. (l o. 0 0.0 o.o 0.0 o.o 0.0 
9 0 .0 0. 0 o .. 0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 
10 o.o 0.0 0.0 o. (l o.o o. o (l. 0 (l. 0 o. 0 0 . 0 0.0 
.:... = -2(; . (Ji) 
"'' = . 
0. (i(i 
pivotage a utour de • et 2 J 
Résultats de la tran sforma tion 
Tablea.u "C" : 
Il o.o 0.0 0.5 C). 5 
Të1.b leau "D" : 
Il 0 . 0 0.0 o.o 0.0 
Tab 1 eau>: "A" et "E{II 












1 . 0 0.0 
o.o 0.0 
0. (i 0.0 
o.o 0.0 
0 . 0 0. 0 
o.o 0.0 
(> . 0 0.0 
o. 0 o.o 
o. 0 0.0 
z = -2 1 . 00 
w = 0.00 
2.0 -1.0 
4.5 -2.5 
0. (l o. o 
0.0 0. 0 
o.o o.o 
0.0 0.0 
o. 0 0.0 













0 . 0 
o.o 
Fonction objectif 
Résulta t s su r les coûts 
0.0 0. (l o. 0 o.o 
o. 0 0.0 0.0 0.0 
0.0 0 . 0 o. o 0.0 
0. 0 o.o 0.0 o. o 
0.0 o.o (i . 0 o.o 
0.0 o. 0 o. 0 0.0 
0.0 o. o 0 . 0 0. 0 
o.o 0. 0 o.o 0.0 
0.0 o.o 0.0 0.0 
0 . 0 () .. () 0.0 0.0 
(> . 0 0 . 0 0. 0 0 .0 
0. (l 0. '.) 0.0 0 . 0 
z = -21 . 00000 
>! = 
y = 

















0 . 0 
: . . 0 
6 . 0 
6.0 





0 . 0 
l) . (l 
6.,)0000 






o. 0(100 0 
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Analyse de sensibilite sur la colonne 1 : 
La solution reste valable pour le paramètre DELTA dans 
[ -0.50000, 0.25000] 
avec une pente 6. oocioo 
Analyse de sensibilite sur la colonne 2: 
La solution reste valable pou r le paramètre DELTA dans 
[ -(),. 33333, 1.00 000] 
avE•c une pente 3.00000 
Analyse de sensibilite sur la ligne 1 : 
La sol u tion reste valable pour le paramètre DELTA dans 
[ -1.33333, 2.00000] 
avec une pente -0.50000 
Analyse de sensibilite sur la ligne 2: 
La solution reste valable pour le paramètre DELTA dans 
[ -6.00000, 2.40000] 
a v ec une pente -0.50000 
Analyse de sensibilite sur la ligne ë ._, 
La solution reste valable pour le paramètre DELTA dans 
[ -6. 00000, ;-a:,J 
e qu 
fin 
avec: une pente 
min[3 -11 :-: + 2 * 




- - ' 
deu x, 6 * x + 4 *y >= 12; 
trois, 5 * x + 8 *y= 20; 
Résul tats de la transformation 
Tableau "C" : Il 3. o 2. o o . o o. o o. o o . o o. o o . o o . o o . o 
Tablea u "D" : Il o . o o . o o . o o . o o . o o. o o. o o. o o. o o . o 
----
appendice tests simp lex e 3 5 
Tableau:: "A" et 11 811 
1 1. () 1. 0 0.0 0.0 0.0 0.0 0.0 0 .0 0.0 0.0 8. 0 
2 6. 0 4.0 0.0 0 . 0 0.0 0.0 0.0 0.0 o. 0 0 .0 12. 0 
~ 
._, 5.0 8.0 0 . 0 0 . (i 0.0 0.0 0.0 0 . 0 0.0 0 . 0 2 0.0 
4 0.0 0 . 0 0.0 (.) . 0 o.o 0.0 o. 0 o. (i (>. (> 0 . (i 0.0 
c:- o. 0 0.0 0 . 0 0.0 0.0 0. 0 0 . 0 0.0 0.0 <). 0 0.0 ~i 
6 0 .0 0.0 0.0 0.0 0.0 0.0 0 . 0 0.0 o.o 0.0 o. 0 
' 0 . 0 0.0 0 .0 0.0 0.0 0.0 0.0 0 .0 0.0 0 . 0 ü . 0 I 
8 0.0 o.o 0 . (J 0.0 0. (i 0 . (l 0.0 0. () 0. 0 0.0 0 . (l 
9 0.0 0.0 0 . 0 0.0 0 . 0 0 .0 o.o 0.0 0.0 0.0 0 . 0 
1 C> 0.0 0. 0 o.o (i . 0 0.0 0.0 () . ( ) 0. 0 0.0 0.0 0.0 
z. = 0.00 
w = o.oo 
Résul t ats de la t ransfo rmation 
Tableau "C" : 
Il 3.0 2 . () 0 . 0 0.0 0.0 0.0 0. 0 0.0 0.0 0.0 
Tab leau "D" : 
Il 0.0 0 . 0 0 .0 0 . 0 1. 0 1. 0 0 . 0 o. 0 0 . 0 (i . 0 
Tabl ea.u :-: "A" et "8" 
1 1. 0 1..0 1. 0 0.0 0.0 0.0 0. (i 0 .0 o.o o.o 8.0 
~. 6. 0 4.0 0.0 -1.0 1. 0 0.0 0.0 o. 0 o. 0 0.0 1::. 0 ..:;_ 
:-.::; 5.0 8.0 0 .0 0.0 0.0 1. 0 0 .0 0.0 0.0 0 . 0 20. 0 
4 0.0 0.0 0. (> 0.0 0.0 0 . 0 0 . 0 0 .0 0 .0 0.0 0.0 
c:-
d 0.0 0 . 0 0 . 0 0 .0 c.o 0 . 0 0. (l 0.0 0 . 0 0.0 0.0 
6 0.0 0.0 0 . (i 0.0 0. (l 0. 0 0.0 0 . 0 0. 0 0 . 0 0.0 
7 o.o o.o 0.0 0 .0 0 . 0 0.0 0.0 0 . 0 0.0 0 . 0 0 . 0 
8 o. 0 0. 0 o. 0 0 . (l 0.0 0. (i 0.0 0.0 (i. (i 0 . 0 0.0 
9 0.0 0 . 0 0.0 0 . 0 0 . 0 0 . 0 0 . 0 0.0 0.0 0 . 0 0 .0 
10 0 .0 0 . 0 0.0 0.0 0.0 0.0 0.0 0.0 0 . 0 (;. () 0 . 0 
z = 0 .00 
w = 0 . 00 
pi votage autour de 3 et 2 
Fiésul ti=ots d e la transformation 
Tabl eau "C" : 
Il 1.8 o.o 0.0 0.0 0.0 -0 . 3 0 . 0 0 . 0 0 . 0 0 . 0 
Tab 1 eèl.u 1101 1 : 
I! ..,.. c::-- . ...:, . d 0 . 0 0.0 1. 0 0.0 1. 5 0.0 0.(1 · 0 . 0 0 . 0 
T a b i ea u >: IIAII e t '' E:" 
1 0.4 0 .0 1. 0 0 . 0 0 . 0 - 0. 1 0 . 0 0.0 0.0 o. o t::' t::' ._I • ._J 
: : ..,.. c:-._:, ,. _, 0.0 0 .0 -1.0 1. 0 -0.5 0.0 0 . 0 0.0 0. 0 2. ( i 
::; 0.6 1. 0 0 . 0 0 . 0 0 . 0 0 . 1 0.0 0.0 0.0 0.0 ..., c:· L If ._I 
4 0 . 0 0 .0 (i . 0 (i. () 0" (i 0.0 0.0 0 . 0 o. 0 0. 0 () . (i 
5 0.0 0.0 0.0 0 . 0 0 . 0 0. 0 0.0 0.0 0.0 O. û (i . () 
6 0. 0 o. 0 o.o o.o 0.0 0. 0 (i . û 0.0 o.o 0.0 0 . 0 
7 0.0 0 . (i o. 0 0.0 0. 0 0 . 0 0 . 0 0.0 o. o o. o 0.0 
8 0. 0 0.0 0.0 0.0 o.o 0.0 0.0 0 . 0 0. 0 0. 0 0. 0 
q 0 . (i 0.0 0 .0 o. 0 0.0 0 . 0 0 . 0 0.0 o.o 0.0 
1 
0.0 
10 o. 0 0.0 0 .0 0.0 0. 0 0 . 0 0.0 o. (l 0. 0 0.0 ( ) Il() 




w = - 2. 00 
pivotage a.utour dE? r -, et 1 ..:: 
Ré=:.ul tats de la t t·ans formation 
Tableau llcli : 
Il o. 0 o. 0 o. 0 o. 
c:-
-o. 5 o. ~· 
Tableau "D" : 
Il o. 0 o. (l o. 0 û . (l 1 . 0 1 . 
T ab 1 eë1u :-: l!AII et "B" 
1 o. 0 o. 0 1 . 0 o. 1 -o. 1 -o . 
,, :l. 0 o. (l o. 
..:.. . 
(l 
-o. 3 o. 3 - o. 
ë o. 0 1 0 ._, . o. 0 o. ~, -o. 2 o. ~:. 
4 o. 0 o. 0 o. 0 o. 0 o . (l o. 
c:- o. 0 o. 0 o. ,._J 0 o. 0 o. 0 o. 
6 o. 0 o. 0 o. (l o. 0 o. 0 o. 
7 o. 0 o. (l o. 0 o. 0 o. 0 o. 
8 o. 0 o. (l o. 0 o. 0 o. 0 o. 
9 o. 0 o . 0 o. 0 o. (l o. (> o. 
10 o. (l o. 0 o. 0 o. (i o. 0 o. 
:;:: = -6. 00 
w = o. 00 
Solution optimale: 
Fonction objectif z = 













(). 0 o. 0 o. 0 
o. 0 o. (l o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. (l o. 0 o. 0 
o. (l o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o . 0 o. 0 
o. 0 o . 0 o. 0 
o. 0 o. 0 o. 0 
o. () o. 0 o . 0 
o. 0 o. (l o. 0 
-6.00000 
y = 
un,ve + = 
y 
un, v e + 
deu:-: , ve+ 
deu ;-: , ve-
deu:-:, va 


























,.J • . ..:, 












0.00 0 00 





La solution reste valable pour le paramètre DEL TA dans 
[ -1.75()()(),+CD] 
avec une pente 0 .57 143 
Anal y se de sensibilite su r la co lonne 2: 
La solution reste valable pou r le paramètre DELTA dan s 
[-CD' 2.80000 ] 
a -..,: ec une pente 2.14286 
appendice tests simplexe ~""7 ._, I 
Ana lyse de sensib ili te sur la ligne 1 : 
La s oluti on reste valab le pour le paramètre DELTA dans 
[ -~ •. 28571 ? +<L• J 
a vec une pent e 0.00000 
Analyse de sensibilite sur la ligne 2 : 
La solution reste valable p our le paramètre DELTA dan s 
[ -2. 00000 , 12. 00000 ] 
avec une per, te 0. 5 t)000 
Anal y se de sensibilite su r l a ligne 
-:'!. 
·-· 
La solution reste valab l e pour le pa ramèt r e DELTA dans 
[ -10 . 00000, 4.00000] 
avec une pente 0 . 00000 
equ ma :-: [ 2 * " " + 5 * y J; 
un, >: + y >= 4· 
' d eu:-:, ~-: + ""' * y <= 6; ..::. 
fin 
Résultats de l a transformation 
Tab le2<.u "C" : 
Il -2.0 -5.0 o. 0 o. 0 o.o 0 . 0 o. o 
o. o o.o 0.0 
Tableau 11011 : 
Il 0 .0 0.0 o. 0 o. 0 o. 0 o.o o.o 
0.0 o. 0 o. 0 
Ta t , 1 ea.u :-: I I Afl et IIBII 
1 1. 0 1. 0 o. 0 o. 0 o. 0 o.o 0.0 0.0 
o. 0 0.0 
-. 1 .0 2.0 o. 0 o. 0 o. 0 o. 0 o. 0 o.o 
o. (l o . 0 
..::. 
3 o.o o. o o. 0 0 . 0 o. 0 0 .0 o. 0 o. 0 
o. 0 o. 0 
4 o. 0 o. 0 0. (l o. 0 0. 0 (l. 0 o. 0 o.o 
o. (l o. (i 
5 o. () o.o 0.0 o.o o.o o. 0 0 . 0 0. 0 
0 . 0 o.o 
6 o. 0 o. 0 0.0 o. 0 o.o o. :) 0 .0 o. 0 o.o o. 0 
7 0.0 o. 0 o. 0 o. () o. 0 0.0 
(l . (l o. o o.o o. 0 
8 o.o o. 0 o.o 0.0 o. 0 o. 0 o. 0 
() . (l o. (l o.o 
9 o.o o. 0 o. 0 o.o o.o o. 0 o. 
() o. 0 o. 0 o. 0 
10 o. 0 0 . 0 o.o o. 0 0. (l o. (l o.o o.o 
o. 0 0.0 
,c. = o. (! 0 
w = o.oo 
Ré::.ultats d e la t r~ ans formation 
Tableau 11c1, : 
Il -2. (i -5. 0 o. (l o. 0 o. o o. 0 0 . 0 
o. 0 0 . 0 o. 0 
Tableau "D" : 
Il 0 . 0 o .o o.o 0.0 1.0 o. o 
o. 0 o. o o. 0 o. 0 
4. 0 
6 . 0 
0.0 
0 . 0 
o. 0 
o. 0 
0 . 0 
0.0 
0 . 0 
0. 0 
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T ab 1 eël.U ;-: "A" et IIBII 
1 
1 
1.0 1.0 -1 . 0 o. o 1. 0 0.0 ( ) .. ~) 0.0 0.0 o .. 0 
4 .0 
2 l. 0 2 . 0 0.0 1. 0 0. 0 o. o c . o 0 . 0 
o.o o.o . 6. (i 
. .::, 0 .0 0 . l) 0. () 0.0 o.o 0.0 0 . 0 0.0 o . o 0.0 0.0 
4 o.o o.o 0 . 0 o.o 0 .. 0 o. c 0 . 0 0.0 o. 0 
0. 0 0. 0 
c::- 0.0 o. o 0.0 0. 0 0 . 0 0.0 o.o 0 . 0 o.o o.o 
0 . 0 
--1 
6 o. o o.o o. 0 o.o 0" 0 o.o o. (l o.o 
(1. 0 o.o (l. (l 
7 0.0 0.0 o.o 0 . 0 (i. 0 0.0 o. o (i . (l 
(l . 0 o.o 0 . t) 
8 o. 0 o.o 0.0 0. 0 0 . 0 (l. 0 0. 0 o. o o.o 
o. 0 0 . (i 
9 0 . 0 o.o 0.0 0.0 0 .0 0 . 0 0.0 o. o o.o 
o.o 0 . 0 
10 0. (l 0 . 0 0.0 0.0 0.0 ().0 0. (l (l. (l o. o o.o 
0 . 0 
z = 0 . 00 
w = (l.00 
pi vot age autour de l et 1 
Résul t ë-.ts. de la tran s fo r mation 
Tableau "C" : 
li 0.0 -3 . 0 -2 .0 0 . 0 2.0 o. 0 0 . 0 o. o 
0.0 0.0 
Tableau "D" . . 
Il o. o o. o o.o 0. 0 1.0 0. 0 o.o o. o 
0.0 0 . 0 
Tableau:-: "A" et l t BII 
1 1.0 1.0 -1.0 o.o 1. 0 0.0 o. o o.o 
o. o 0 .0 4.0 
,..., o. 0 1 . 0 1. 0 1.0 -1 . 0 0. 0 o. (l 0.0 o .o o.o 
2 . () 
..::. 
..,. 0 . 0 o . o o. o 0. (i 0.0 0 .0 o. o o. 0 o. o 0 . 0 
0 . 0 
._;,, 
4 o. 0 0. 0 0.0 0 . 0 0 C (l 0. (i o. o 0. (l 
(l. 0 o. (i (l . (l 
5 o. 0 0 . 0 o.o 0.0 o.o o.o o.o o.o 
o. o o. 0 o.o 
6 o. 0 o.o 0.0 o.o o. !) o. o o.o o.o 
(l . 0 o. (i o. o 
7 o. o o.o o.o 0. 0 o.o o.o o.o o.o 
o.o 0. 0 0.0 
8 o. 0 o . o o.o 0.0 0 . 0 o. o o. o 0 . 0 
o. (l 0 .0 o.o 
9 o.o 0.0 0.0 o.o o.o 0.0 0.0 
(). (> o. o 0.0 o. o 
1 (l 0.0 0. 0 0.0 o. (l o. 0 0.0 0. () (i . 0 (l. (i o. 0 
0.0 
... - 8.00 
1-'I = 0 . 00 
pivotage a utour d e 2 e t 2 
Ré :::-U 1 të'l ts d e la transforma tion 
T ët. t:, 1 ea.u 11c" : 
Il o. o 0 .0 1.0 :: .. o -1.0 0.0 0 . 0 
o.o 0 .0 o.o 
Tableau "D" : 
Il 0.0 0.0 o. o 0.0 1. 0 0 . 0 0 . 0 0 . 0 
0 . (l o . 0 
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Tableau x 11AII et IIBJI 




~ o. 0 1 0 1 0 1 0 -1 0 o. 0 (l • 0 o. 0 
o. 0 o. 0 2. 
k . . . 
. 
3 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
0 o. 0 o. 0 o. 0 o. 
4 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. 
5 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 (l • 0 o. 
6 (l. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 (>. 0 o. 0 o. 
, o . 0 o. 0 o . 0 o. 0 o. 0 o. 0 (). 0 o. 0 o. 
0 o. 0 o. 
I 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 (i . 
9 o. 0 o. 0 û. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. 
10 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. 
z = 14. 00 
w 
-
o. 0 0 
Solution op timale : 
F onct ion objectif 14.00000 
X= 2 . 00000 
y - 2 . 00000 
Résultats sur les coû ts 






deu x ,ve+ 
un,va 
Analyse cie sensibil i te sur la colonne 1 
-1.00000 
La s olution reste valable pour le paramètre DELTA dans 
[ - 0. 5 0000, +w] 
avec une pente 2 . 00000 
Analyse de sensibilite sur la colonne 
~ . 
..:... . 
La sol uti on reste v alable pour le pa ramèt re DELTA dans 
1. 00000] 
avec une pente 2.0000 0 
Analyse de sens ib ilite sur la ligne 1 : 
La s olution reste valable pour le paramè tre DELTA dans 
[ -1.00000 , 2.00000 ] 
a vec une pente 1. 00000 
Anal y se de sensibilite sur la ligne 
La solution reste v alable pou r le par~mè t~e DELTA dans 
[ -2.00000, 2.00000] 











appendice t ests simple xe 4 0 
equ. ma ;.: [9 * ~< + 4 * y] ; 
un, ,·, + y ·::-= 4 · 
' d eu ·,-: , ~. 
* 
>! + y <= 6· ..::. 
' fin 
Résu] tats de la t1· ansformat ion 
T ableë<u "C" : 
Il -c; . 0 -4. 0 o. 0 o. 0 o . 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableau 11011 . 
Il o. \) o. 0 o. 0 o. 0 o. 0 o. (i o. 0 o. 0 (i. 0 o. 0 
T aD 1 eau. ;-: Il A Il et " B" H 
1 l . 0 1 . 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
4. (i 
,.., 2 .. 0 1 0 o . 0 o. 0 o. 0 o. 0 o. 0 ( ; . 0 o. 0 o. 0 6. 0 
.:.. . 
3 o. 0 o. 0 (). 0 o. 0 o . 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 
4 o. (l o. 0 o. () () . 0 o. 0 o. 0 o. 0 o. (1 o. 0 o. 0 
o. 0 
c:- o. (l o. 0 (! . 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. (i o. 
(l (i, (i 
~1 
6 o. 0 o. (l o. 0 o. 0 o. 0 o. (i o. 0 o. (l o. 
(l o. (l o. 0 
-, o . 0 o. 0 o. (} o . 0 o. 0 o. 0 o. 0 o. 0 (). 0 o. 0 
C) • 0 
I 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
(l o. (l o. 0 
9 o. 0 o. (l o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
(l o. 0 o. 0 
10 o. 0 o. (l o. 0 o. (l o. (l o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 
z = o. 00 
w = o. 00 
Résultats de la t ran s formation 
T ab 1 eë<.u .,c11 : 
Il -9. 0 --4. 0 o. 0 o. 0 o. (l o. 0 o. 0 o. 0 o. 0 
o. 0 
Tableau "D" : 
Il o. 0 o. 0 o. 0 o . 0 1 . 0 o. 0 o. 0 o. 0 o. 
() o. 0 
T ab 1 ea.u :-: "A" et "E:11 
1 1 0 1 0 - • (l o. () 1 (i o. 0 o. 0 o. 0 o. 
i) o. 0 4. 0 
. . .L . . 
,.., ,.., (i 1 0 o. (l 1 0 o. 0 o. 0 (l. 0 o. 0 (). 0 o. 
(l :.. (l 
,:.. k.. . . 
L .' ,.. 
-::" o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
l) • 0 
4 o. 0 o. (i o. 0 o. (l o. 0 o. (l o. 0 o. 0 o. 0 
o. 0 o. 0 
5 o. 0 o. 0 o. 0 o . 0 o. 0 (). (i o. () o. 
(l o. 0 o. 0 o. 0 
6 o. 0 o. (i o. (i o. 0 o. (l o. 0 (>. 0 o. (l 
,·, 0 o. (l o. 0 ._, . 
, o. (l o. 0 o. 0 (i . (i o. 0 o . 0 o. 0 o. 0 o. 0 o. 0 
o. 0 
I 
8 o. 0 o. 0 o. (l o . 0 o. 0 o. 0 o. 0 () . 0 o. 0 
o. 0 o. (} 
9 o. 0 (l , 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 
10 o. (l o. (l o. 0 o. 0 o. ( ) o. 0 o. 0 o. 0 o. 0 o. 
(i o. 0 
z = o. 00 
w = o. 0 0 
pivotage autour' d e 
,.., 
et 1 .L 
Résul tats d e 1 a transformation 
Tableau 11c11 : 
Il o. 0 o. c:- o. 0 4 . 
C: G. 0 o. 0 o. 0 o. 0 o. (l o. 0 
...J ...J 
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Tableau "D" : 
Il o.o -0.5 1.0 (>. 5 0 .0 o.o 
T ab 1 e;=.,u. ::-: "A" et "B" 
1 0.0 0.5 -1.0 -0.5 1. 0 o.o 
,, 1.0 <). 5 o. (l 0.5 o.o 0,0 
..::.. 
..,.. o .o 0.0 0.0 0.0 o.o o.o 
·-· 
4 c.o (i . 0 0. 0 o.o 0.0 0.0 
c:· o.o o.o o.o o.o 0.0 0.0 
....! 
6 0.0 O.û 0.0 o.o 0.0 0.0 
7 0. 0 0 .0 0 .0 0.0 0.0 0.0 
8 ()" () o.o o.o o.o 0,0 0. (J 
9 0.0 0.0 0.0 (1. 0 0.0 o.o 
iO 0.0 o.o 0. (! 0 . 0 o.o o.o 
'Z = :27. 00 
w = -i.00 
pivotage autour de 1 et 
,, 
..::.. 
Résultats de la t t- a ri s f o t' m c::1. t i on 
Table&u "C" : 
Il 0. (l 0.0 1. 0 5.0 -1.0 0.0 
Tableau "D" : 
Il o.o o.o 0.0 o.o 1. (l 0.0 
Tableau :< HAii et IIBII 
1 0.0 1.0 -2.0 -1.0 2.0 0.0 
~ . 1. 0 o. 0 1. 0 1.0 -1.0 o. 0 .. :: 
3 o.o 0. i) 0.0 o.o 0.0 ü.O 
4 0.0 o.o (l. 0 o.o 0. (l 0.0 
c:- o . 0 o.o 0.0 0 . (i 0.0 0 .0 
~· 
6 0.0 0. 0 o.o 0.0 o. 0 0. 0 
7 o.o 0.0 0.0 o.o 0.0 o.o 
8 o. 0 o. 0 0. (i 0.0 (l. 0 (l. (l 
9 (i. 0 0.0 0.0 o. o (i. (> 0 .0 
10 o. o o.o 0. (l o.o 0. 0 0. (i 
z = ::::6.00 
w = 0.00 
Sol uti on optimale: 
Fonction objectif z = 
Résultats sur les coûts 
(). () o.o 0.0 0 . 0 
0.0 0.0 o.o o.o 1. 0 
0.0 (i. 0 o.o o.o : .. 0 
o.o (i . 0 o.o 0.0 0. (l 
o. 0 0.0 o.o 0.0 0. (i 
0.0 0.0 o. 0 o. 0 0. 0 
0.0 (i. 0 o.o o. (l 0.0 
o.o i) . () o.o 0. 0 0.0 
0.0 0 . 0 0.0 o. 0 0 . (i 
0 . 0 0.0 0.0 0 . 0 o . (; 
o.o o. 0 0. 0 (:. (l 0.0 
o.o o.o 0.0 o.o 
o.o o.o 0.0 0.0 
0.0 0.0 o. o 0.0 2.0 
o.o 0.0 o.o 0.0 2.0 
o.o û.O 0 . 0 o.o 0.0 
0. (l 0.0 0.0 o.o o.o 
0.0 o.o o.o o.o o.o 
o.o o.o 0.0 0.0 (l. 0 
0 . 0 o.o 0.0 0 .0 o.o 
0.0 (l.0 0.0 0 . (i c .. c 
0.0 0.0 0. 0 o.o (!. 0 













-1 . 00000 
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Analyse de sensibilite sur la colonne 1 : 
La solution reste valable pour le pa r amètre DELTA dans 
[-CD~ 1.(10000] 
avec une pente 2.00000 
Analyse de sensibilite sur la co lon ne "":• .. ..:.. . 
La solution reste valable pour le paramètre DELTA dan s 
[ - (l . ~,0000, +cri J 
ave c ur1E· pente 2 . (10000 
Analyse de sens ibilite sur la li ~ne 1 : 
La so lution reste valable pour le paramètre DELTA dans 
[ -1.00000, 2.00000 ] 
a.v ec une pente 1. OOO(H) 
Analyse de sensibilite sur la ligne 2: 
La solution reste valable pour le paramètre DELTA dans 
[ -2.00000, 2.000UO J 
avec une pente -5.00000 
equ min [ 3 * x + 2 * y J; 
un, ;-: +y <= 2; 
de u ;.: , ;.: + y > = 3 ; 
fin 
Résultats de la transfo r mati on 
Tablea.u "[; 11 : Il 3 • o 2 • o o. o o . o o. o o. o o. o o. o o. o o . o 
Tablea.u "D" : Il o.o o.o o.o o.o o.o o.o o. o o.o o.o o.o 
T ab 1 ea u:,-: "A'' et "B" 
1 1 . (l 1 . () o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
() 
--:, 1 0 1 0 o. (l (i. 0 o. 0 o. 0 () Il 0 o. () o. 0 
() . 0 
..:.. . . 
' 
o. 0 o. 0 o. 0 o. 0 o . 0 o. 0 o. (} o. 0 o. 0 o. 0 . _, 
4 o. 0 o. (l o. (l o. 0 o. 0 o. (l o. (l (i . 0 o. 0 o. 0 
cc o. (l o. 0 o. 0 o. ( > o. 0 o. (i o. 0 o. 0 o. 0 o. 0 
~· 
6 o. (l o. (l o. (l o. 0 o. (i o. 0 o. 0 i). 
() o. (l o. (l 
7 o. 0 o. (l o. 0 (i. 0 o. (l o. 0 o. () o. 0 o. 0 o. 0 
8 o. 0 o. 0 o. 0 o. () o. 0 o. (l o. 0 ()s 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. (} o. 0 o. (, o. (i o. 0 o. 0 o. 0 
10 (l. 0 o. 0 o. 0 () .. 0 o. 0 o. 0 o. 0 o. 0 o. 
(l o. 0 
z = o. 00 
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Ré s.u l tats de la. t rar-is·fc,1··mat 1 on 
Tableau "C " : 
Il ..,.. 0 2 . () o. 0 o . 0 o. 0 o. (1 o . 0 o. (1 o. 
(1 o. 0 
. _;, .. 
Tableau "D" . 
Il o. 0 o. 0 o. 0 o. 0 1 . 0 o . (1 o. 0 <) . 0 o. 
(1 o. 0 
T ab 1 eo.u >: "A" et "B" 
1 1 (i 1 0 1 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
(l o. (1 ,..., (1 
. . . 
.... . 
,..., i (l 1 0 o. 0 --1 (1 1 0 o. (l o. (i o . ( i o. 0 o. 0 
.::, r 0 
..:. . . " 
. 
'"'!' o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 (i. 0 (i. 
( ) o. 0 o. 0 
·-·' 
4 o. 0 o. 0 o. 0 o. 0 o. 0 o. (1 o. (1 o. (1 o .. 0 o. 
(i (). 0 
5 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
() o. 0 o. 0 o. 0 
6 o. (l o. 0 o. (l o. (1 o. 0 o. 0 o. (1 o. (l o. 0 (1 . 
(l o. 0 
7 o. 0 o. (1 o. 0 o. 0 o. 0 o. (1 o. (i o. 0 o. 
i) o. 0 o. 0 
8 \)., (1 () . 0 o. (1 o. () o. () o. (1 o. (1 o. 0 o. 0 o. 0 
o. 0 
9 o. 0 o. 0 o. 0 o. (1 o. 0 o. 0 o. () o. 0 o. 
(1 o. 0 o. 0 
1 (l o. 0 o. 0 o. 0 o. 0 o. (1 o. (l o. 0 o. 0 o. 0 o. 0 
o. (l 
... = o. 00 
w = o. 0 0 
p i ,,.,otage au tour de 1 et 1 
Résultats de la trar-is.forma.tion 
Tabl eau "C" : 
Il o. 0 -1 0 - ' 0 o. (1 o . 0 o. (1 o. 0 o. 0 o. 0 o. 
(1 
. ._, . 
Tableau "D" : 
Il o. 0 o. 0 1 . 0 1 . 0 o. (1 o. 0 o. 0 o . 0 o. 0 c," 0 
Tableau:-: "A" et ''E: •1 
1 1 0 1 (1 1 0 o. 0 o. (1 o. (1 o. 0 o. 0 o. 
(1 o. 0 ~. 0 
. . . 
L ■ 
,.., o. (i o. 0 --1 () -1 0 1 0 o. 0 o. 0 o. 0 (). 0 o. 0 
1 0 
..::. . . . 
. 
~ o. 0 o. 0 o. 0 o. (1 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. (l 
-
4 o. (i o. 0 o. (l () . 0 o. 0 o. 0 (1. C) o. 0 (). 0 o. 0 
o. 0 
5 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o . 0 o. 
() () . (1 o. 0 
6 o. 0 (l. (l o. () o. 0 o. 0 (l. 0 o. 0 o. 0 o .. 0 
() " () () . (l 
7 o .. 0 o. 0 o. 0 o. () o. 0 o. (1 o. 0 o. 0 o. 0 o. 
0 (). (1 
8 o. (l o. 0 (l. 0 o. (i o. 0 o. 0 o. 0 o. 0 o. 
(l o. () o. (} 
9 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 {). 0 o. 0 o. 
0 () . 0 
10 o. () o. 0 o. 0 o. 0 o. 0 o. (i o .. 0 o. 0 o. 0 o. 0 
o. 0 
... = -6 . 00 
w = -1 . ()() 
**~ er reu r c·75) du type e x e~ution l e s c on traintes sont incomp a tibl es 
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f am : i = [ 1 _:: J ; 
est : ci(i ) = 2000, 3 000 ; 
c 2(i) = 1.6, 0.8; 
c3( i ) = 0.:2: , 0.4; 
# i, c4•< i) = 0.1; 
e q u : m i n [ s c, m ( i ) c 1 ( i ) iC· :-: ( i ) J ; 
un, som(i) c2(i) * :-~ (i) >= 8 0 ; 
d eu.>: , som ( i ) c 3 ( i ) * :-: ( i ) > = 20; 
t ,.~ D i ~. , S O m ( i ) C 4 ( i ) * >; ( i ) .> = 8 ; 
c c,m merr,E p ,~ob ï eme que s i m002 
fin 
Résu l tats de la transfeirmation 
Tableau "C" . 
Il 2 000 .0 3000 .0 û.O 0.0 0. 0 0 .0 
Tabl eau "D" . 
Il 0.0 0.0 0 .0 0.0 0.0 (). () 0. 0 
Ta.b leau >'. "A" e t "B" 
1 -l.6 -0 .8 o.o o.o 0.0 o.o o.o 
'"'.• 
-0.2 -0.4 o. 0 o.o 0.0 o.o o.o 
..:.. 
3 -o. 1 -o . 1 (l.(l o.o o.o o.o 0. (i 
4 o.o 0.0 o. (l 0. (l o.o o.o o.o 
5 0 .0 0 .0 0.0 0.0 o.o (>. 0 0. 0 
6 o.o o.o 0. 0 o.o o.o o. 0 o. 0 
7 Û. l) 0.0 o.o o.o 0.0 o. o 0. 0 
8 o.o 0.0 0.0 o.o o.o 0. (l o.o 
9 0 .0 0 .0 0.0 0.0 o. o 0 . 0 0.0 
10 0. 0 o. 0 o.o 0.0 0.0 0.0 0.0 
z = 0.00 
w ::: 0 . 00 
Résultat s de la transf ormat ion 
0.0 0.0 0. 0 (i . 0 
o.o o.o o.o 
0 . 0 0.0 0.0 
0. (l (l. 0 0.0 
0. c) o. o 0. 0 
o.o o. (l 0.0 
o. 0 o.o o.o 
0. 0 0.0 0.0 
o.o c). 0 0.0 
o. o 0. i) o.o 
0.0 o. o o.o 
o.o (l. i) o.o 
1 
1 
Tablea.u ,1c:'1 . 
2000 .0 3000 .0 0.0 0.0 0.0 o.o o.o o.o o. 0 o. 0 Il 
T ab 1 ea.u IIDII . 
Il 0 . 0 0.0 0.0 0 .0 (l. 0 0 .0 0. (l 0.0 
0 . 0 0.0 
Tati 1 eau :-: IIA ll et 11811 
1 -1.6 - 0 .8 1.0 o.o 0. 0 0.0 o. 0 0.0 0.0 
o. o 
2 -0.2 -0.4 o. 0 1. 0 0.0 o. 0 0. 0 (l . 0 0.0 
0.0 
3 -o. 1 -0. 1 0.0 0.0 1. 0 o. n 0.0 0.0 0.0 
o.o 
4 (l • 1.) (i . () 0. 0 o . (l 0 . (l (l. 0 o.o o.o 
(l. 0 (l.0 
c:- o . o 0.0 (l. 0 0.0 0 .0 o.o 0 . 0 0.0 o.o 0.0 
-· 
6 0. 0 o.o ( 1 .. () o.o 0.0 o.o 0.0 o.o 
0. (l o. 0 
-, o. (l o. o 0.0 0 . 0 0.0 (l. 0 0.0 0 . 0 o. 0 o.o I 
8 o.o o.o 0.0 0. (l o.o o.o o.o 0.0 
(l. (l o.o 
9 0. (l o. (l o.o o. (l o.o o.o o.o 0.0 
(). 0 0.0 




-8 . 0 
0.0 
0 . 0 
o. o 
o .. o 
(i. (l 
o.o 
0 . 0 
-80. 0 
-?0.0 
- ·8. 0 
0.0 
0 . 0 
o. o 
C) • (; 
0. (l 
(i . 0 
o.o 
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:::: = o. 00 
w = o. 00 
pivotage autour de 1 et 1 
F:ésul tats d E· la t t··ari s f ormë:<. t i or, 
Tab1 eau "C" : 
Il o. (i 2000. 0 1 ::so. 0 o. 0 o. 0 o. 0 o. 0 
o. (l o. 0 o. (l 
Tableau "D " : 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. () 
Tat,leau;.: IIA II et "B" 
1 1 0 o. c:: -o. 6 o. 0 o. 0 o. 0 o. t) o. 0 o. 
(> o. 0 5 ( 1., 0 
. 
..., 
~. o. (i -o . 7 -o. 1 1 0 o. (l (l. i) o. 0 o. 0 (l. 0 o. 0 
- 1(). (i 
..::. ·-
. 





·- ' . 
4 o. 0 o. 0 o. 0 o. 0 o. 0 o. () o. (l o. 0 o. 
(l o. (l o. 0 
5 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
(l o. 0 o. 0 (i . 0 
7 o. (l o. 0 o. 0 o. 0 o. 0 (, . 0 o. 0 o. 
(l o. 0 o. 0 o. (i 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. (i o. 0 
9 o. 0 o . 0 o. 0 o. (l o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. (i 
10 û. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
0 o. (i o. 0 
z = -100000. (l(l 
w = o. 0 0 
pi v ot age autou1··· de 2 e t 2 
Résul të1.ts de la t ,-ans format i or, 
Tab lea.u "C" : 
I! o. 0 o. 0 41. 6. / 666 ~J .. 7 o. (1 o. 0 o. 
( ) o. 0 (.1 • 0 o. 0 
Tableêlu "D" : 
Il o. () o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. (i o. 0 
Tableau '.-: ••A" et "B" 
1 1 . 0 o. 0 -o. 8 1 . 7 o. 0 o. (> ( } . 0 o. 0 o. 0 
o. 0 ·-··-' . ·-
~. o. 0 1 (l o. 4 
..,. 
- o. 0 o. 0 o. 0 o. 0 o. (l o . (i 
~7 ..,. 
..::. . ·-' .. ·-· 
·-· ·~-· ., ·-
7 o. 0 o. (l -o. 0 -0. 
~. 1 0 o. 0 o. ( 1 o. (i o. 0 o. 0 -1 
~-
._, ..::. . 
. 
4 o. 0 o. 0 o. (l o. 0 o. 0 o. (l o. 0 o. 0 o. 
(l o. 1.) o. () 
0::- o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. f) o. 0 o. 
( > o. 0 
J 
··' 
6 o. 0 o. (l o. 0 o. 0 o. (l ( ,. 0 o. 0 o. 0 o. 0 
(l . 0 o. (l 
7 o. (l o. 0 o. 0 o. (l o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
8 o. (l o. 0 o. 0 o. (l o. (l o. (l o. () o. 0 
o. 0 o. (l o. () 
9 o. 0 o. 0 o. 0 o. (l o . 0 o. 0 o. 
,:) o. 0 (;. 0 o. 0 o. (l 
i O o. 0 o. (l o. 0 o. () o. (l () . (> o. 0 o. 
(l o. (l o. 0 (i . 
,-, 
·-' 
= -166666. ' -, "- à, 
w - o. 00 
p i v otage autour d e .~. et 
..,. 
·-=· 
F:ésul tats. de 1 ë<. t ra ris f ormë<. t i o r, 
Tableau "C .. : 
Il o. 0 o. 0 o. 0 5 000 . 0 100 00 . 0 o. 0 
o. 0 o. 0 o. 0 ( ) or 0 
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Tableau "D" : Il o. o o. o o. o o. o o . o o . o o . o o . o o . o o. o 
Ta b 1 e ë<. u >; " (4 " E? t " El 11 
1 1. 0 o .o 0 .0 5.0 -20 . 0.0 o.o 
2 0.0 - 5 .0 10.0 o.o o . o o. 0 1 . (l 





























(l . 0 0.0 
0 . 0 0 . 0 
0 . 0 0 . 0 
() . () () . () 
o.o 0 .0 
o.o 0.0 
0 . 0 0 . 0 
z = -180000 .00 
1-4,1 = o.oo 
Solution o ptimale : 
o.,:i o . u 
0.0 0 . 0 





0 . 0 




,) • 0 
o. 0 
o. 0 o. 
o. 0 (l. 
o. 0 o. 
o. 0 o. 
(). 0 o. 
o. 0 o. 
o. 0 o. 
o. () o. 
(). 0 o. 
(l . (l o. 















0 . 0 
0.0 
o.o 
(i ,, 0 . 
0 . (i 
(i. 0 
6 0.0 








o .. () 
:-: ( 1 ) = 





Résultats sur les coûts 
:-:< 1 ) 
>: ( 2) 
un,ve + 
deLt:-:, vE?+ 
t ~--o i '=·, ve+ 
Ana l yse d e sensibilite s ur l a co lon ne 1 : 
0.00000 
0.00000 
0 . 00000 
5 000 . 00000 
10000. 000(:0 
La s o lution res te valable pour le paramètre DE LTA d ans 
[-500 . 00000,1 0 00.00000] 
ë,vec un e pen te 60.00000 
Ans]yse d e s ensioilite sur la colonnE '"':'• . ..:.. . 
La solution reste v alab l e p our l e pa ramè tre DELTA d ans 
c-1000.00000 1 1000.oooooJ 
c:1.vec une pente 20. 00000 
Anal yse de sensibilite sur la lig~~ 1 : 
La solution reste valable pour le paramètre DELTA dans 
[ -32. 00000 , +a; J 
a vec une pen te 0.00000 
Analyse de sensi bilite su r la ligne 2 
La solution reste v alable pou r le paramè tre DEL TA dan s 
[ - ·8. 00000, 4 .00000 ] 
avec une pente -5000.00000 
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Analyse d e sensibiljte sur l a ligne 3 
La solution reste valable pour le paramètre DELTA dans 
[ -2.000 00, 1.33333] 
a v e c une pente -10000 . 0 0000 
f am i = [ 1 _ 2 J ; 
j = [ 1 _3 J; 
cl ( i ) = 2000 , 3000 ; 
c 2(i,j) = 1,2,3, 4, 5,6; 
c::::: (i) = 0.2., 0.4 ; 
# i, c4(i) = 0 . 1; 
min [ s om ( i ) c 1 ( i ) * :-: ( i ) J ; equ 
un, # j , som(i) c2 ( i , j) * y (i,j) 
deu>: , som(i) c 3( i ) * :-:(i) >= 20; 




Résu} ta.ts d e l a t ransf o r mati o n 
Tableau "C" 
Il 2000. 0 3 000 . 0 o. 0 o. û o. 0 o. 0 
Tableau "D" 
Il o . 0 o. 0 o. () o. 0 o. 0 o. 0 (} . (l Il 
T ab 1 eau. ;-: IIAII et IIBII 
1 o. 0 o. 0 - 1 . 0 o. 0 o. 0 - 4. 0 o. 0 
,, o. 0 o. 0 o. 0 -2 . 0 o. 0 o. 0 -:':i. O ... 
3 o. 0 o . 0 o. 0 o. 0 - ~ 0 o. 0 o. 0 ·-·. 
4 -o. ~. -o. 4 o. 0 o. 0 o. 0 o. 0 o. 0 ..::. 
5 -o. 1 -\). 1 o . (l o. 0 o. () o . ( ' o. 0 
_, 
6 o. (l o. 0 o. 0 o. () (). 0 o. 
(, o. 0 
7 o. 0 o. 0 o. () o . 0 o. 0 o. 0 o. ( > 
8 o. 0 o. () o. 0 o. 0 o. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. (i o. 0 o. 0 o. 0 
10 o. 0 o. (i o. 0 o. (l o. 0 o. () o. 0 
z = o. 00 
w = o. 00 
Résultats de l& t r a.nsformat ion 
Tableau. "C " 
Il :·ooo. 0 3 ( >()1:)" 0 o. 0 o. 0 o. 0 o. 
() 
ï ableau "D" 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
80; 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
- 6 . 0 o. 0 o. 0 
o. 0 o. 0 o . 0 
o. 0 o. 0 o. 0 
o. 0 o. 0 ( i . () 
o. (! o. 0 o. (} 
o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
o. 0 (i. 0 o. (i 
o. 0 o. 0 o. 0 




-8 1.) . 0 
-80. 0 
-2( ). 0 







appendice tests simple xe 4 8 
Tableau>: "A" et " B" 
1 0 . 0 0. 0 - 1. 0 0 . 0 0 . 0 -4 . 0 o.o 
0. (i 1. 0 0.0 1 ·- ·80. 0 
r:, 0.0 o.o o.o -2 .0 0. 0 (.). 0 --5 . 0 (}. () o. 0 1 . 0 
-80.0 
.... 
ë 0. (l o. o 0 . 0 o. o -3 . 0 0 . 0 o. o -6.0 o. o 0 . 0 
-80 . 0 
·-· 
4 -0.2 -0 .4 o. o o. o 0.0 o.o o.o o.o 
0 . 0 (). () -:•() . {) 
5 -o . 1 - o . 1 0.0 o.o 0 . 0 o. o o.o 
(l . 0 0 . (l o. o --E:. 0 
6 0.0 o. 0 o.o o. o (l. (l o.o o. o o.o 
o. 0 o. o o.o 
7 o.o o. o o.o o.o o. o 0.0 o. o 
o. (l o . o o. o 0.0 
8 o. o o. 0 0 . (l o. 0 0.0 o.o o.o 0. 0 
û . (l o.u (l. 0 
9 û . (l o.o o. o 0.0 o.o o.o 0.0 
o.o (l . (l o. o i) . 0 
10 0 . 0 o.o 0.0 o. o 0.0 o. 0 o. 0 
o. o o. o o.o o.o 
~ = 0.00 
w = 0 . 00 
pivotage autour de 1 et 3 
Résultats de la transf ot~mation 
Tableau "C" . 
Il 2000. 0 ::.ooo . 0 0.0 o. o o. o o. o 
o. o o.o o. o 0.0 
Tableau IID I J . 
Il o. o 0 . 0 o.o o. 0 o.o 0 . 0 0 . 0 
o.o 0.0 0 . (i 
Tablea u:-: "A" et '' B" 
1 o. o o. o 1. 0 o.o 0.0 4. 0 0 . 0 
o. o - 1. 0 o. o 80.0 
2 o.o 0 .0 o.o - 2 . 0 0. 0 o. o -5.0 o. o 
0. 0 1 . 0 -80 . 0 
3 o.o 0 . 0 0.0 0.0 -3 . 0 o. 0 o. o -6 . 0 
o.o o. o -E,O . 0 
4 -0.2 -0. 4 0 . 0 o. o 0.0 o. 0 o. o 
0 . (l (l. 0 o.o -20. 0 
5 - o. 1 - o. 1 0 . 0 0.0 o. o o. o o. o 0 . 0 
0 . 0 o. o -8.0 
6 o. o o. 0 o.o o. o o. o o. o 0 . 0 
0. t) o.o o . o o.o 
7 0 . 0 o.o 0 .0 o. o o. o o. o o. o 
o.o 0 . 0 0.0 0.0 
8 o.o o. o 0.0 o. o o. 0 o.o o. o 
o.o 0 . 0 o. o (l . () 
9 0.0 o. o o. o o. o o.o o. o o. 0 
0 . 0 o.o 0 . 0 o.o 
10 o.o o. o o. (l o. 0 0 . 0 0.0 o. o 0. 0 
o.o 0. (i o.o 
z = 0 . 00 
w = (l. (ll) 
pi v otage autour d e 2 e t 4 
Résuïtats de l a t r a n '=- f orma. t ion 
T ableau " C " 
Il 2000 . 0 ::.ooo. 0 0.0 0 . 0 0.0 o.o 
0.0 0.0 o.o ( } " () 
Tableau "D" . 
Il 0. (l o.o 0.0 0 . 0 o. o 0.0 0.0 
o.o 0. (l o. o 
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Tableaux ''A11 et "B" 
1 o. 0 o. 0 1 . 0 o. 0 o. 0 4. 0 o. 0 o. 0 
- 1 . 0 o. 0 80. 0 
2 o. 0 o. 0 o. 0 1 0 o. 0 o. 0 2 . 
~ o. 0 o. 0 -o. ~ 4 0. 0 
. 
~ ~ 
3 o. 0 o. 0 o. 0 o. 0 -~-0 o. 0 o. 0 -6. 0 
o. 0 o. 0 -80 . 0 
4 -o. 2 -o. 4 o. 0 o. 0 o. 0 (>. 0 (>. 0 o. 0 o. 0 
o. 0 -20. 0 
5 -o. 1 -o. 1 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
(>. 0 o. 0 -8. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
, o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 
! 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 0 0 •,• .. 
9 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 
10 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 û. 0 o. 0 o. 0 
o. 0 o. 0 
~ = o. 00 
w = o. 00 
p ivotage autour de 3 e t 
~ 
~ 
Résultats de la transformation 
Tableau "C" 
Il 200 0 . 0 3000 . 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
Tableau "D" 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 
Tableau x IIAII et '' BII 
1 o. 0 o. 0 1 . 0 o . 0 o. 0 4. 0 o. 0 o. 0 
-1 . 0 o. 0 80 . 0 
~ o. 0 o. 0 o. 0 1 0 o. 0 o. 0 
~ 5 o. 0 o. 0 -o. 5 4 0. 0 
L . ~-
-
o. 0 o. 0 o. 0 o. 0 J 0 o. 0 o. 0 
~ 0 o. 0 o. 0 ~· 7 
-
. ~-
L b ■ 
4 -o. ~ -o. 4 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 - 20 . 0 
L 
~ 
5 - o. 1 -o. 1 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 -8. 0 
6 o. 0 (>. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 
0 o. 0 o. 0 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
10 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
z = o. 00 
w = o. 00 
p ivot a g e a utour de 4 et 
~ L 
Résultats de l a transformation 
Tableau "C" 
Il 500 . 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 
Tab l eau "D" 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 
append ice t ests si mpl e xe 5 0 
Tabl e au >'. " A" et 












o.o 0 .0 
o. o o. o 
0.5 1. 0 
- 0 . 0 o. o 
0 . 0 0.0 
o. o 0. 0 
o. o 0 . 0 
0.0 o.o 












z = - 150000.00 
w = 0 . 0 0 








0 . 0 
0 . 0 
0 . 0 
5 et 
0. 0 4 . 0 
0 . 0 0. 0 
1 .0 0.0 
0.0 o. o 
0. 0 o. o 
0 . 0 0. 0 
0 . 0 0 . 0 
0 . 0 0 . 0 
0.0 o. o 
o. o 0. 0 
1 
0 . 0 0 . 0 - 1. 0 o. o 8 0 . 0 
~ C 
..::. . ~ o.o o. o -0 .5 4 0 . 0 
o. o 2 . 0 o. o 0. 0 26. 7 
0. 0 o. o 0 . 0 o. o 5 0 . 0 
0 . 0 o. o o.o o.o - 3 . 0 
0.0 o. o o.o o. o 0 . 0 
o. o 0 . 0 o.o o. o 0 . 0 
o. o o. o 0. 0 o. o 0. 0 
0.0 0 . 0 o. o 0 . 0 0.0 
o. o 0. 0 o.o o.o 0.0 
Résu ltats de l a t r a n sf o r mation 
Tab l e au "C" : 
Il o.o O. û 0 . 0 o.o 0 . 0 
Tabl e au " D" : 
Il o. o 0.0 0. 0 o.o 0 . 0 
Tab leau x "A " et "B" 
1 o. o 0 . 0 1. 0 o.o 0. 0 
2 o. o o. o o. o 1. 0 0 .0 
< o. o 0 . 0 ~ 0. 0 o.o 1. 0 
4 o. o 1 . 0 o.o o. o 0.0 
5 1. 0 o.o o.o 0. 0 0 . 0 
6 0 . 0 0 . 0 0.0 0 . 0 0 . 0 
7 0 . 0 0.0 0.0 o. o o. o 
8 0 . 0 o. o o.o o. o o. o 
9 0 . 0 0.0 0 . 0 o. o 0. 0 
1 0 0.0 0.0 o.o o. o o.o 
z = -1 8 0000 . 0 0 
w = 0.00 
S o lu ti on opt imale: 
F o n c tion object if 
o. o o. o 0 . 0 0 . 0 o. o 
0 . 0 o. o o.o o. o 0 . 0 
4. 0 o. o 0. 0 - 1. 0 o. o 8 0 . 0 
o. o ~ C kN J 0 . 0 o. o - 0. 5 4 0.0 
0 . 0 o. o 2.0 0 . 0 
0 . 0 0 . 0 0 . 0 o.o 
o. o 0. 0 0 . 0 o. o 
o. o o. o o.o o. o 
o. o 0 . 0 o. o o. o 
0.0 o. o 0.0 o. o 
0 . 0 o.o o. o o.o 
o.o o. o o. o 0.0 
, = -180000 . 00000 
:-: ( 1 ) = 
:-: ( 2 ) = 
yd,1 ) = 
y0,2 ) = 
y ( 1 , 3) = 
0 . 0 26 . 7 
o. o 20 . 0 
0.0 6 0 . 0 
o.o o. o 
0 . 0 0 . 0 
0.0 0 . 0 
o.o o.o 
o.o 0.0 
6 0 . 0 0000 
2 () ~ ( )( 1()1.)(i 
8 0 . 00000 
4 0. () ()()!.)() 
2 6 .66667 
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Résultats s ur les coûts 
,: ( 1 ) 
:-: ( 2) : 
y(l,l) 
y ( 1, 2i 
y(1 , 3) 
y(2, 1) 
y(2 ,~ ) : 
y (2, 3) 
un(l),ve+ 
un ('.2'. ) , ve+ 
un(3),ve+ 
deu :-: , ve+ 
t rois,ve+ 
Analyse de sensibi lite sur la colonne 1 : 
0.00000 
0.00 00 0 
() . ( )()() ( ) \) 
O.OOOûO 
û . 00000 
0.00000 
0 . 00000 
0.00000 
0.00000 
0 . 00000 
0 . 00000 
5t)00. (l (i(H)O 
1000 0 . 00000 
La solution res t e v alable pou r le paramèt,-e DELTA dans 
[ ·-500 . 00000 , 1 00(1. 00000 J 
avec une pente 60 . 00000 
Analyse d e sensibilite su r la co l onne 2: 
La solution reste valable pour l e paramètre DELTA dans 
c-1000 .00000, 1000. ooooo J 
avec une pente 20.00 000 
Ana lyse de sensibilite s ur la co lon ne 
..,. 
._:, 
La solution reste valab l e pour le paramètre DELTA d ans 
[-cn,+w] 
a v e·c une pent e 8 0 . 00000 
Ana lyse de sensibilite sur la colonn e 4: 
La s olu tion reste valab le pour le paramètre DELTA d ans 
[-<D, +CD] 
a vec une pente 4 0 . 0ûOOO 
Ana lyse d e sens ibilite su r la c olonn e 5: 
La solution reste valable pour le paramè tre DELTA dans 
[-CD , +CD] 
a v ec une pente 2 6. 66667 
Ana lyse de sens ib ilite s u r la colonne 6 : 
La solution reste v alable pour le paramètre DELTA dans 
[ 0.()(l(l(l() , +CD] 
a.vec une pente 0.00000 
app endice tests sjmple xe 
Ana.lyse de sens i b i 1 i tE su1··· 1 a co 1 onr,e "7 • I • 
La solutjon reste valable pour le paramètre DELT A dans 
[ (). (H)i)l)(i, +<I>] 
avec une pente 0.00000 
Ana lyse de sensibilite sur la col onnE 8 : 
La solution reste valable pour le par amètre DELTA dan s 
[ o. 00000,, +cr,] 
avec une- pente 0 . 00000 
Analyse de sensibil ite sur la ligne 1 : 
La solution reste valable pour le paramètre DELTA dans 
[-<D, 8 0. 00000 J 
a vec une pente 0 . 00000 
Anal y se de sensibilit e sur la ligne 2: 
La solu ti o n reste valable pour l e paramèt r e DELTA dans 
[ -<D' 80.00000 ] 
avec une pente 0.00000 
Analyse de sensibi lite sur la ligne 
..,. 
._:, 
La. s o 1 ut i or, r es tE- va 1 a.b] e pour 1 e paramèt t'e DEL TA dans 
[-· <Il? 80.00000] 
0 . 00000 
Analyse d e sensjbilite sur la ligne 4: 
La s olut ion reste valable pour le paramètre DELTA dans 
[ -12.00000! 4.00000] 
avec une pente -5000.00000 
Analyse de sensibi l i te sur la ligne 5: 
La solution reste valable pour le paramètre DELTA dans 
[ -~ . 00000, 3.00000] 
avec une pente -10000 .00000 
equ ma x [ x + yJ; 
Ltn, }•: + y > = 12; 
.r.. 
, 1n 
Résultats de la t ransformation 
Tablea.u "C" : Il -1.0 -1.0 0.0 û.O o.o 0.0 0 . 0 0 . 0 0.0 0.0 
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Ta b 1 e ë'. Ll " D " : Il o. o o . o o . o o .. o o . o o . o o . c, o . o o . o o . o 
Table,; :_.1 :< "A" et "B" 
1 Il 1.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 
0.0 0.0 û.O 0.0 
o.o 0.0 0.0 o.o 
o.o 0.0 0.0 0.0 
0.0 0.0 o.o o.o 
o.o o.o o.o 0.0 
o.o o.o 0.0 0.0 



























o. o o.o o.o 
0.0 0.0 0.0 
o.o 0.0 o.o 
0.0 o.o o.o 
o.o o.o o.o 
o. o o.o o.o 
0.0 o.o o.o 
0.0 o.o o.o 
0.0 û.O 0.0 
z = 0 . 00 
w = o.oo 
û.O 0.0 0.0 0.0 
o.o 0.0 o.o o.o 
Résultats de la transformation 
() .. 1:) 
(:., () 
Tableau "C" : !! -1 . 0 -1 . 0 0 . 0 0. 0 0. 0 0. 0 0. 0 0. 0 0. 0 0. 0 
Ta.blea.u "D" : Il o. o o. o o. o 1 . o o . o o. o o. o o. o o. o o . o 
Ta. b l e ë'. u. :-: " A " et " B " 




0.0 o.o 0.0 
o.o o. o o.o 
o.o 0.0 o.o 





















o.o o.o 0.0 
o.o 0 .0 o.o 
0.0 0.0 o.o 
0.0 0.0 0.0 o.o 0.0 o.o 0.0 o.o 0 .0 0.0 
o.o o.o 0.0 0.0 o.o o. o 0.0 o.o o.o o.o 
o.o 0.0 o.o 0 .0 o.o o.o 0.0 0.0 o.o o.o 
o.o o.o o.o o.o o.o 0.0 o.o o.o o.o o.o 
o.o 0.0 o.o 0.0 o . o 0.0 o.o 0.0 o.o 0.0 
0.0 o. o o. o 0.0 0.0 o.o o.o 0 .0 o.o o.o 
0.00 
o.oo 
pi v otage autour de 1 et 1 
Ré3u.ltats de la t ransformation 
Ta.bl eë1.u "C": !I o. o o. o - 1 . o 1 . o o. o o. o o . o o. o o. o o ~ o 

















o .. () 
0 . (l 
0.0 
(,. 0 












1. 0 1. 0 - 1. 0 
o.o o.o 
o.o o. 0 
o.o o.o 
0 . 0 (). () 
o.o (l. 0 
0.0 o. 0 
o.o 0 . 0 
(l. 0 o.o 
(l. (l o.o 
z = 12 . 00 
w = o.oo 
o.o 
o.o 






0 . 0 
1 . 0 0. (l 
o.o o.o 
o. o o.o 
o .o o.o 
0. (> o .o 
o.o o.o 
o.o o.o 
o. 0 o.o 
(l.0 o. 0 
o. 0 o.o 
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o. o o. o o.o 0.0 0 . 0 
1 
1.2 .. 0 
o.o o.o o.o o.o o. 0 
0. 0 
o.o 0 . 0 o. o 0.0 0.0 
o.o 
o.o o. o o.o (l.0 o. 0 
1 
0" (l 
o. o o.o o. o o.o o. o 
o.o 
0.0 o.o o . o 0. 0 (l. (l \ 
0.0 
o.o o.o o.o (l. (l o.o 
o.o 
o.o o. 0 o.o o.o (l. 0 \ (l.0 
o.o o.o o.o o.o 0 . (l 
1 0.0 
1 o.o o.o (l. 0 o.o (l. 0 o.o 
*** erreur (77) du t y pe e x ecution soluti o ns optimales n on b o rnées*** 
eq u : min[3 * ~ + 4 * y J; 
un, - x +y>= 1; 
deu x , x - 2 *y >= 2; 
fin 
Résultats de la transformation 
Tab leau "C" : 
Il 3 . 0 4 .0 0 . 0 0.0 
o.o o.o 
Tableau "D" : 
Il o. o o . o o.o o . o 
o. o o.o 
Tableau x "A " et "B" 
1 1.0 -1.0 o.o 0. 0 o.o 
o.o 
2 -1.0 2.0 o.o o.o o.o 
0.0 
ë o . o o.o o.o o.o o . o o. o ~ 
4 o.o o.o o.o o.o 
o . o o. o 
5 o.o o.o 0 .0 o.o 
o.o o.o 
6 o. o o. o o.o o. o 
o.o o.o 
7 o.o o.o o.o o.o 0.0 
o.o 
8 o.o o.o 0.0 o.o o.o 
o.o 
9 o.o o.o o.o o.o 
o.o o.o 
10 o.o o. o o .o o.o 
o.o o.o 
1 
z = o. oo 
w = o.oo 
Résul t ats de la transformat ion 
Tableau ,1c:" : 
Il 3.0 4.0 o.o o.o o.o 
o.o 
Tabl eau "D" : 
Il o.o o.o o.o o.o o.o 
o.o 
o.o o.o o.o o.o 
o . o o.o o.o o.o 
o.o o.o o. o o.o -1 . 0 
o.o o.o o. o o.o -2.0 
o. o o. o o.o o.o o. o 
o.o o.o o.o o . o 
o. o 
0.0 o.o o. o o.o o.o 
0.0 o.o o.o o. o o.o 
o.o o.o o.o o.o o.o 
o.o o.o o.o o.o o. o 
o.o o. o o.o o. o o.o 
o . o o.o o.o o.o o.o 
o. o o.o 0.0 o. o 
o. o o.o o.o o.o 
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Tableau x "A" et "B" 
1 1 1.0 -1 .0 1.0 o.o 
o.o o.o o.o o.o 0.0 o.o 
2 -1.0 2.0 o.o 1.0 o.o o.o 
o.o o.o 0.0 o.o 
3 o.o o.o 0.0 0.0 o.o o.o 
o.o o.o 0.0 o.o 
4 o.o o.o o.o o.o o.o o.o 
o.o o.o o.o o.o 
5 0.0 o.o o.o 0.0 o.o o.o 
o.o o.o o.o o.o 
6 o.o o.o o.o o.o o.o 0.0 
o.o o.o o.o o.o 
7 o.o o.o o.o 0.0 o.o o.o o.o 
o.o o.o o.o 
I 
8 o.o o.o o.o o.o o.o 
o.o o.o o.o o.o o.o 
9 o.o o.o o.o 0.0 o.o 0.0 
o.o o.o o.o o.o 
10 o.o o.o o.o 0.0 o.o 0.0 
o.o o.o o.o o.o 
~ = o.oo 
w = o.oo 
pivotage autour de 2 et 1 
Résultats de la transformation 
Tableau "C" : 
Il 0.0 10 .0 
Tableau "D11 : 
Il o.o o.o 





















\ o.o o.o 
z = -6.00 














o.o o.o o.o 0.0 o.o o. o 
0.0 o.o o.o o.o o.o o.o 
o.o o.o o.o o.o o.o o.o 
o.o o.o o.o o.o o.o o.o 
0.0 o.o 0.0 0 .0 o.o o.o 
o.o (>. () ô.O o.o o.o o.o 
o.o 0.0 o.o o.o o.o o.o 
o.o o.o o.o o.o o.o 0.0 
0.0 o.o o.o 0.0 o.o o.o 
o.o o. o o.o 0.0 o.o 0.0 
o.o o.o o.o o.o o.o o.o 





















*** e rreur (76) du type e x ecution pas de solution réalisable*** 
f am : i = [ 1 _2 J; 
j =- ( b ru ;-: e 1 1 es , 1 i e g e , n am u r ) ; 
est: cl(i) = 2000, 3000; 
c2(i,j) = 1,2,3,4,5,6; 
c::;,i) = 0.2, 0.4; 
#i, c:4(i) = 0.1; 
equ: min [som ( i) c1 ( i) * >:(i) J; 
u n , # j , s o m ( i ) c 2 < i , ,j ) * y < i , j ) _:,-= El O ; 
d eu ~-: ~ s o m ( i ) c ::-. ( i ) -M· ;-'. ( i ) > = 2 0 ; 
trois, som ( i) c4(i ) * :d i) >= 8; 
fin 
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Résultste d e l a transfo r ma tion 
Tableau "C" : 
k ,_, •.. _ • .. · ·-• · . .I '· . . 1 • .J • \.. .) • •' _) • 1._. 1 .• .' • •. ) • " \_ \_) • • • • ·- . .' • • _) • 1._ Il 
--:,,·, 1·l,-, (-, ..,.. ( · ·· , ·· · ··l c·· (-' (-. ··, .-, ( · 1·l .-l .-. 1·l 1·i ,-l l-.. l-l (-. .-l 
Tabïeau "D " : li o. o o . o o. o o. o o. o o .. o o. o o . o o. o o. o 
T a. b 1 E a. u >: " A " et ll [ {li 














o . o 











o.o (l ,(l 
0 .0 o. o 
-o . 2'. --o. 4 
- 0. 1 --0 .. 1 
- ·· .1:.. . -







o . o 






o. o 0 . 0 o. o o. o o.o 0 . 0 
o. o o. o o.o o.o o . o o. o o. o 
0.0 O. ü 0.0 0.0 0.0 0 . 0 0 . 0 
o.o o.o o.o o. o o.o o.o 0.0 
'= o. oo 
w = 0 . 00 















o. o o.o 
0 . 0 o.o 











Tab l e au "C" : Il 2 000 . o 3 000 . o o. o o. o o. o o. o o. o o. o o. o o. o 
Tableau " D" : Il o. o o. o o . o o. o o . o o . o o. o o. o o. o o. o 
T a b i eau>: " A" e t II B " 
1 Il 0 . 0 0 . 0 - 1. 0 
~ o.o o.o o. o k 
~ o. o o. o o. o 
4 -0 . 2 -0 . 4 o.o 
~ 
-0 .1 J -0.1 o. o 
6 o. o o . o o. o 
7 o. o o . o o.o 
8 o. o 0 . 0 o . o 
0.0 
-2 .. () 
0. 0 -4 . 0 
o. o o.o 
- 3 . 0 o. o 
o.o o.o 
o.o o. o 
o. o o . o 
o. o o. o 
0 . 0 0.0 
o. o 
- ~1. (> 
o. o 
0 . 0 
o.o 

















o . o 
o . o 
o. o 
( } 1: (} 










9 0 . 0 o. o 







o .. o 
o. o 
0.0 
0.0 o. o o. o 
o.o o. o o.o o.o o.o o.o o. o 
2 = o.oo 
w = 0.00 
pivotage a utour de 1 et 3 
Résu lt s t s d e la t r a ns f orma ti on 
Il 
-80.0 
-f; (l .() 
- 8•). () 
-:·o ., () 
-8.0 
0.0 














Tabl ee.u " C" : Il 2000.0 3000 .0 o.o o . o o.o o.o o . o o.o o.o o.o 
Tabl e au "D " : Il o . o o. o o. o o. o o . o o. o o . o o . o o. o o. o 
__J 
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Tat, 1 eau :-: "A" et "B" 
1 û . û o. o 1. 0 o.o o. o 4.0 
o.o o.o -1 . 0 o.o 80.0 
2 (l" 0 0 . 0 o. 0 - ~.2. 0 (l. 0 0.0 -5. 0 
0.0 o.o 1 . (l -80 . 0 
.,::, o.o 0.0 o.o o .. o -3 .0 o.o o.o -6.0 
o.o o.o -80 .0 
4 -0.2 -0.4 o.o i). 0 0. 0 0. 0 
(i. 0 o.o (l.0 i). 0 - ·20. 0 
5 -o. 1 -o. 1 (l.0 0.0 0 . 0 o.o 
0.0 o. o o. o o. o -8.û 
6 (l.0 û.O o.o 0 .0 o.o 0. (l 
(l.0 0. (l o.o (l. 0 1 0.0 
-, o.o o .. (l o.o (l. 0 o.o ()" 0 o.o o.o 
(l. (l o.o \ o.o 
I 
8 o.o o. o o.o o.o o.o 
0.0 o.o o.o 0. (l 0.0 
\ 
0. (l 
9 o.o û. 0 0 . 0 o. 0 o. 0 0. 0 
o. o o . o 0. 0 o.o 0 . 0 
10 o. 0 (l,(l o. o o. o (l.0 1). 0 o.o 
o . (l o.o (l.û ! (),. (i 
.:.. :::: 0.00 
w :::: o.oo 
pi votage a utour de 2 et 4 
Ré:::.ultats de la t ransformat i or1 
Tableau "C" : 
Il 2000.0 3000.0 o.o o.o o.o 
o.o 0 .0 o.o 0.0 o.o 
Tableau. "D" : 
Il (1 • (l û.O 0. 0 0.0 o.o 
o.o o. o 0 . 0 0.0 o.o 
Tableau:-: ''A' ' et "B" 
1 o.o 0.0 1. 0 o.o o.o 4.0 
û.O o.o -1.û o. o 1 80 . 0 
2 0.0 (l. (l (l.0 1. û o.o o.o 
~ . C:' o.o (l. 0 -0. ~. 
1 
4 0.0 
..::. • ._J 
~ 0.0 o.o o.o 0.0 -3.0 o. o 
0.0 -6.0 0. C, 0.0 - 8 0 . 0 
-
4 -0.2 -0.4 o.o o.o 0. i) o.o 
(l. 0 o.o o.o (), l) - 2 () . ( ) 
c::-
-0. 1 -·0 . 1 o. o o.o o.o 0. l) o.o 
o.o o.(; o.o 1 -8. 0 
d 
f.:, 0. 0 o.o 0. (i o.o 0. (l 0.0 0.0 
o.o c. o 0. 0 o.o 
7 o.o o . o o.o o. o 0 . 0 
0 . (l o . o o.o 0.0 0.0 o. o 
8 o.o o.o 0.0 o.o i). 0 0.0 
o.o o.o (l . 0 o. o o. o 
9 0.0 o. o o.o o.o o.o (! . 0 
o. 0 o.o (). 1.) O.ü ( 1. (i 
1 0 0. 0 o.o 0.0 0 . 0 (i. 0 0. (l 
o.o o . 0 o.o 0.0 0.0 
,:.. :::: o .oo 
w :::: 0.00 
pi votage autour de 3 et 
C' 
~· 
F:ésu l ta ts de la. t ran:-f ot··ma t ion 
Ta.b lea.u nc11 : 
Il 2000.0 3000 . 0 o.o o. o 
o.o o.o 0 . 0 o . o o. 0 o.o 
Tableau ''D•' : 
Il 0.0 0.0 0 . 0 0.0 0.0 
o.o 0.0 o. o o.o 0 . 0 
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Tab 1 eau :-: "Au et "BI ' 
1 o.o o.o 1. 0 o.o o.o 
4.0 o.o o.o -1.0 0.0 1 80.0 




< (i. 0 o.o o.o o.o 1. 0 o.o 
o.o 2 . 0 o.o 0 .0 1 
26 . 7 
·-· 
4 --o. 2 -o. 4 o.o o. 0 o. 0 
o.o 0.0 0.0 o.o o.o 
-2\). 0 
i::-
-o. 1 -o. 1 o.o 0.0 o. o 




6 o.o o. 0 (i" () o. o o.o 
o.o 0 . (l 0. (l o.o o. (l 
o.o 
7 0 . 0 o. o o. o 0.0 o. o 
0 . 0 o.o o.o o.o o.o 
0 . 0 
8 o.o o.o o.o o.o o.o 
o.o (i r (l o.o o.o o.o 1 
0.0 
'7' 0. 0 0 . (i o. 0 0.0 0.0 
o.o 0 . 0 o.o o.o o.o 
1 o. o 1 
1 0 o.o o. o 0. (i (l.0 o.o o.o 
0 . 0 (i . 0 o.o o.o \ 
i_) • () 
7 = (). (>() 
1,,1 = (). ( J( } 
pi votëi.ge au tout- de 4 et 2 
F:és.ul tats de la transfo rmation 
Tab lea.u Jlcll . . 
Il 500.0 0 . 0 o.o 0.0 
0.0 o. (l o.o o.o o. o (i . 0 
Tableau "D" : 
Il (l. (i o.o (i. 0 o.o o . o 
o.o o.o o.o o. o o.o 
Tableau:-; "A" et "B" 
1 o.o 0. 0 1. 0 o.o 
o.o 4.0 o.o o.o -1. 0 o.o 
80.0 
,.., (i. (l (l. (l 0. 0 1. 0 o.o o.o 2. ~> 
o.o (l. 0 -(i. 5 40.0 
..:.. 
ë o.o o.o o.o 0 .0 1. (l o. o 
0 . 0 2. () o. o o.o 26 . 7 
·-· 
4 o. 5 1. 0 o.o o.o o .. o 
o.o o.o o.o 0. (i 0. (l 
50.û 
5 -0.0 o.o o.o o.o o. o 
o. 0 o.o o.o o.o 0.0 
-3 . 0 
6 o.o o.o o.o o.o 
0.0 o. o (l . (l o . o o.o o.o 
o.o 
7 o. 0 o.o o.o o.c 
o.o o.o o.o 0.0 o.o o.o 
o. o 
8 o.o o.o o. o 0.0 o.o 
o.o o. o o.o (l. 0 o.o (l. (i 
9 o.o o.o 0. (i o . o o. o 
() . () o. o o.o o . o (l.0 o.o 
10 o.o o.o 0. (i o. o o.o 




w = 0.00 
pivotage autou r de 5 et 1 
F:és.ul ta.ts de la transformation 
T c:1.b 1 eau "C " : 
Il o . o 0.0 o.o o.o o.o 
o. o o. o o.o o.o (i. 0 
Tablea. u "D" : 
Il o.o o.o o.o o.o 
0. (l o.o ( } . ( ) o.o o. o o.o 











o. 0 o. 0 1 . 
o. 0 o. 0 o. 
o. (l o. 0 o. 
o. 0 1 . 0 o. 
1 . 0 o. 0 o. 
o. (i o. (l o. 
o. 0 o. 0 o. 
o. 0 o. 0 o. 
o . 0 o. 0 o. 
o. (l o. (l o. 
... = - 180000.00 





















So l uti on optima le: 
0 o. 
(l o. 
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4. 0 o. 0 o. 0 -1 . (l o. 0 80 . 
o. (l 2. r::: d o. 0 o. (l -o. 
r::: 40. 
~· 
o. 0 o. 0 ,, 0 o. 0 ..... 
o. 0 o. 0 o. 0 o. (l 
o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. 0 
o. 0 o. 0 o. 0 o. (l 
o. 0 o. (l o. (l o. (l 
o. 0 o. 0 o. û o. (l 
o. 0 o. ,.) (l . 0 o. (l 
z = - 180000 .00000 
:-: ( 1) = 
:-: ( 2 ) = 
y ( 1 , bru ;-: el les ) = 
:,,· ( 1,liege ) = 
y ( l,namur) -
:-:(1) 
>: ( 2) 
y ( 1 , bru :-:el les ) 
y(1,ljege ) 
y ( 1, namur) 
y < 2 , b t' L t::-: e l l e s,. ) 
y (2 , liege ) 
y (2, namur) 
un ( b r u xelles ) ,ve+ 
un (li ege ) •; ve+ 
u n ( n a.mu t·· ) , v e + 


















2 0 .00000 
8 0 . 000 00 
4 0 . O(H)OO 
26 . 6666 7 
0.00000 
0.000 0 0 
0.00000 
0. (l (i(l!)(l 
0.00000 

















trois , ve+ 1 0 0 00. () (1000 
Ana. iy sE dP. sen~-i bil i te su,· la co lon ne 1 : 
La s□ lutio~ reste valabl e pou r le paramètre DELTA dans 
[-500 . 000(10 ,1 000 .00000 J 
<='.ve c une pente 60.00000 
Anal y se de sen sibi l ite sur la colonne 2 : 
La s olu ti o n reste va labl2 pour le paramèt r e DELTA dans 
[ - ] 000 . 00000 ,1 000 .00000] 
avec une pent e 20.00000 
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Analyse de sensibilite su r la colonne 3 
La solution reste valable pour le paramèt r e DELTA dans 
[ - ·(Ij ' +cr, J 
avec une pE·nte 80.00000 
Analyse de sensibilite sur la c olonne 4: 
La solution reste valable pour·' le pa1-amè t. 1··e DELTA dan s 
[-a;' +<D J 
avec une pente 4 0.00000 
Analyse de sensibilite sur la colonne 5: 
La s olu t ion reste valable pour le paramètre DELTA dans 
[-tD , +Cil ] 
a.vec ur,e pente 26 .. 666 1:.J7 
Analyse de sensibilite sur la colonne 6: 
La solution reste valable pour le paramèt r e DE LTA dans 
[ 0. 00000, +a-, J 
avec une pente 0.00000 
Analyse de sensibilite sur la colonne 7: 
La solution reste valable pour le para.mè-t, -e DELTA dans 
[ 0.00000,+a;] 
a vec une pente 0.00000 
Analyse de sensibilite sur la colonne 8: 
La solution reste valable pou r le paramèt r e DELTA dans 
[ 0. OO(H)O, +m J 
a.vec ur,e pente 0.00000 
Analyse de sensibilite sur la ligne 1 
La solut ion reste valable pour le paramè tre DELTA dans 
[-(Il' 8 0 .00000 ) 
avec une pente 0.00000 
Analyse de sensibilite su r la ligne ,, . 
..: .. " 
La solution t'es te valable pour le p aramèt, · e DELTA da.r,s 
[-a;' 8 0.00000 ] 
avec une pen te 0.00000 
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Analyse de sensibilite sur la ligne ë ._, 
La solution rest e valable pour le paramètre DELTA dans 
[ - a:,' 8 0 . 000 00 ] 
a v ec une pente 0.00000 
Analyse de sen s ibilite sur la ligne 4: 
La sol u tion reste valable pour le paramètre DELTA dan s 
[ -12.00000 , 4.00000] 
avec une pente -5000.0000 0 
Analyse de sen s ibilite sur la lign e 5: 
La s o l u tion re s t e valable pour le paramè t r e DEL TA d a ns 
[ -2.00000 , 3.000 0 0 ] 
avec une pente -1000 0.00 0 00 
fam i = [1_2J; 
j = ( b ru :-: e 1 1 es , 1 i e g e , n am u r ) ; 
est cl(i) = 2000, 3000 ; 
c2(i,j) = 1,2,3,4,5,6; 
c3(i) = 0.2, 0.4; 
#i, c4(i) = 0.1; 
equ min [so m ( i) c1 ( i) * :< (i ) J; 
un, #j <> liege, som ( i <> 1) c 2( i,j ) -M· y ( i, j ) >= 8 0; 
ci eu :-: , s o m < i ) c 3 ( i ) -M· >: ( i ) > = 2 0 ; 
t r ois, som ( i) c4 ( i ) * :-: ( i ) >= 8; 
fin 
Résultats de la transformation 
Tableau "C" Il 2000 . o 3 000 . o o. o o. o o . o o. o o. o o. o o . o o. o 
Tableau · "D" 
Il o. 0 o. 0 o. (i o. 0 (). 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tablea u;-: "A" et IIB" 
1 o. 0 o. 0 o. 0 o. 0 o. 0 - 4. 0 o. 0 o. 0 o. 0 o. 0 
2 o. 0 o. 0 o. () o. 0 o. 0 o. 0 o. 0 - i. 0 o. 0 o. 0 ...... . 
ë 
-0. ·-;'• - o. 4 o. 0 o. 0 o. 0 o. (i o. 0 o. 0 o. 0 o. 0 ._, ..:... 
4 -o. 1 -·O. 1 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
5 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
6 o. (l o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 (l. 0 o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. (l o. (l o. 0 
9 o. (l o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
10 o. 0 o. 0 o. (l o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
z = o. 00 
w = o. 00 
-8(). 0 
- ·El () . 0 
- 2 0 . 0 
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Résultats de la transformation 
Tableau "C" 
Il 2000. 0 3000. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableau "D" 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableau x "A" et 11811 
1 o. 0 o. 0 o. 0 o. 0 o. 0 -4. 0 o. 0 o. 0 1 . 0 o. 0 -80. 0 
~ o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 -6. 0 o. 0 1 0 -80. 0 ~ . 
' ~ -o . 2 -o. 4 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 -20. 0 
4 -o. 1 -o. 1 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 0 ~- 0 -8. 0 
~ J o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 ~ o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
10 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o.o o. 0 o. 0 o. 0 o. 0 
z = o. 00 
w = o. 00 
pivotage autour de 1 et 6 
Résul tats de la transformation 
Tableau "C" 
Il 2000. 0 3000 . 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableau "D" 
li o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tableaux "A" et "E(" 
1 o. 0 o. 0 o. 0 0.0 o. 0 1 0 o. 0 o. 0 -o. ' o. 0 20. 0 . ~ 
~ o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 -L 0 o. 0 1 0 -80.0 ~ w ■ . 
7 
-o. 2 -o. 4 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 -20. 0 0 
4 -o. 1 -o. 1 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 -8. 0 
~ o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 J 
6 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
7 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 I 
8 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
9 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
10 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
z = o. 00 
w = o. 00 
p ivotage autour de ~ et 8 L 
Résultats de la transfo r mation 
Tableau "C'I 
Il 2000. 0 3000. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
Tabl~au "D" 
Il o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 o. 0 
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Tableau:-: "A" et " B" 
1 o. o 0.0 0 . 0 0.0 0.0 1. 0 o.o o.o -0.3 0.0 
20.0 
2 ().0 0.0 0.0 o.o 0.0 o. 0 o.o 1. 0 0. 0 -0. '.? 13.3 
...,. 
-0.2 -0 .4 0 . 0 0.0 0 . 0 o. 0 0.0 o.o 0 . 0 o.o -20.0 
·-· 
4 --0 . 1 --0. 1 o.o 0 . 0 o .. 0 0.0 0. 0 o.o o.o o.o 
-8 .0 
5 o.o 0.0 0 . 0 0.0 0.0 (~ . () 0.0 0.0 0.0 o.o 
0.0 
6 o.o 0.0 o.o (l. 0 o.o 0.0 0.0 0.0 o. o o.o 
(l . 0 
, o.o o.o o . o 0.0 0.0 0.0 0.0 0.0 o. o 0.0 0.0 I 
E< 0.0 o.o 0.0 o. 0 0.0 0.0 0. (i (} . () 0 . (l o . o 
(l. (i 
9 (1. 0 (;. {) 0.0 0 . 0 0.0 0. (1 (). ,:) (!. 0 0.0 o. o 
0.0 
10 (). 0 0. 0 (i. 0 o.o (i. 0 o. 0 0. (\ 0 .0 o. o 0 . 0 0.0 
.:.. = 0.00 
w == 0.00 
pivotage autou r de 3 et -. ..::. 
F:é:;::.ul tats de la t ransforrn3t1on 
Tab]eau "C" 
Il 500.0 0 . 0 o.o 0. 0 0.0 0 . 0 0.0 0.0 0.0 0. 0 
Tableau "D'' 
Il o.o 0.0 0 . 0 0.0 0.0 0 .0 o. o 0.0 0.0 0.0 
Ta.b leau :-: I IAII et "B II 
1 o.o 0.0 0 . 0 o.o o.o 1 . (i o. o o.o -0 . 3 o.o 
2(1. () 
2 0 . 0 o. 0 o. o o. 0 o. o o.o o. o 1 • (> o.o -0.2 
1:: .. 3 
3 0.5 1.0 0.0 0 . 0 0,.0 o . 0 0.0 0.0 0 . 0 0.0 
5 0.0 
4 -0.0 0. (l o.o 0 .. 0 o.o o.o o.o (l. (l o.o 0.0 
-?-.0 
c:- 0.0 o.o o.o 0.0 o. 0 0 . 0 o. 0 0.0 0.0 o.o o.o _, 
6 0.0 o. o o. o 0 . 0 0.0 0.0 (i . 0 0 . 0 
() . () 0.0 0.0 
7 0.0 o.o 0 . 0 0 . 0 0.0 o.o 0.0 0 . 0 0.0 o.o 
o.o 
8 0.0 o.o 0 . (l (i. (l o.o 0.0 0. (l o . o 0. () 0.0 o. 0 
9 0.0 o.o o. o o.o 0.0 o.o 0 . (i 0.0 0 . 0 0.0 
()Il() 
10 o. 0 0 . 0 o.o 0 . 0 o.o 0.0 o . o 0. () o.o 0.0 1 (l" (l 
... = -150000.00 
w = o.oo 
pi v otage autour de 4 et 1 
F:ésul tats de la trans f ormation 
Tatilea.u "C" : 
Il 0.0 0.0 0 . 0 o.o 0.0 o.o 0 . 0 0.0 0.0 
0. ( ! 
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Tablea.u " D" : 
11 o. o o. o o . o o. o o . o o. o o. o o. o ci. o o. o 
Ta. b l eau.::-: " A " e t " B " 0 . 0 -0 . 3 
1. 0 0 . 0 
0. 0 0.0 
o.o o.o 
0.0 
































o .. 0 











(l . (i 
0.0 
0 . 0 
0.0 o.o 0.0 0. 0 0.0 0. 0 0.0 
0 . 0 o.o 0.0 0.0 o.o 0.0 0.0 
0.0 0 . 0 0.0 0.0 0 . 0 0.0 o . o 
0.0 0.0 0. 0 0.0 0.0 0 . 0 0.,0 
0.0 0.0 0 . 0 0 . 0 û.O 0.0 0.0 
























z = -lEtOUOO .. 00 
\,\I = (). ()0 
Solution optimale: 
Fonction objectif z = -180000 . 0 0000 
:-: ( 1) = 
;-: ( 2) = 
y ( 2 , b ~--u >: e 1 1 es l = 
y(2,namur) -· 
6 0 . 00000 
20.00000 
20.00000 
:1 :: .• 3:::C:333 
Rés ultats sur les coûts 
:d 1) 







(> . ( )()(>()() 
o .. ()()()(! ;) 
0.00000 
O . (l()(i()(i 
y ( 1, b ru :,-: el les. ) 
y(1,iieç_,i=-') 
y ( 1, namur) 
y ( 2 , t, ru::-; E· l l e ~ ) 
y<2 ,l i ege) 
y(:?,na.mur) 
un ( 1 iege), v e+ 
un (n.:3.mu r), ve+ 
deu::-: , ve+ 
t 1·•0 l =·, \/E•+ 
An alyse de sensibiljte s ur la colonne 1 ~ 
5 (>()() .. ()(i()()(} 
l 0000 . (K)()()() 
La s olution reste v alable pour le pa ramètre DELTA dans 
[-500.00000, 1000 . 00000J 
avec une pe:-n te 60. 00000 
Analyse de sensib ilite sur la co lonn e 2 : 
La s olu t ion ,· este valable pour le paramètre DELTA dans 
[ - 1 000" 0 0 () ()0 ~ :l. (li) .J . 00:)00 J 
a.vec: une pE•n te 2 () .. ~)(}()()() 
Analys e de sensibilite s ur la co lonn e ~ 
La s olu tion reste valable p our le p aramètre DELTA dans 
[ 0.00000,+m] 
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a v ec une pen te 0.00000 
An a l yse de sensibilite sur la colonne 4: 
La solution reste valable p our le paramè tre DELTA d ans 
r o.00000 1 +mJ 
a v ec une pente 0.00000 
Analyse de sensibilite su r la colonne ~ . ~ . 
La solution reste valable pour le par amètre DELTA dans 
[ 0 . 00000 ,+m ] 
a v e c une pente 0 . 00000 
Analyse d e sen s ibilite sur la col onne 6 
La solution res te valable pour le pa r amètre DELTA dans 
[-w,+m] 
a vec une pente 20.00000 
Analyse de sensibil ite sur la colonne 7 : 
La s olution reste valable pour le paramètre DELT A dans 
[ 0 . 00000, +m] 
a v e c une pente 0.00000 
Analyse d~ sensi bilite s ur la c olon ne 8: 
La s olu tion res te valable pour le pa ramè tre DELTA d a ns 
[-m,+m] 
a vec une pente 13.33333 
Analyse de sensibilite sur la ligne 1 
La sol uti on reste va lable pour le paramèt1· e DELTA dans 
[-m, 8 0 .00000 ] 
a v ec un e pente 0 . 00000 
AnalysE de sens ibi l i te sur la ligne 2: 
La solution ,~este valab le pour le paramètre DELTA dans 
[-m, 8 0 .00000] 
ave c une pente 0 . 00000 
Ana l yse d e sensibilite sur la li gne 
La solution reste valable pour le paramètre DELTA dan s 
[ -12.00000 , 4,00000] 
a v ec une pente -5000. 00000 
An a l y se de sensibilite su r la li g ne 4 
ooooo·ooool-a1uad ~un ~aAe 
,3T 
• 
99 axatdwts s1sai a~tpuadde 
[OOOOO"Z '00000"3-J 
a1qe1eA a1sa~ U□l~n1os e7 
EXEMPLE DEL' INTRODUCTION 
appendice test e~emple 1 
Fam 
Cst 
i = [1_10]; 
j = [ 1 _3 J; 
~-· = [ 1 _5 J; 
t = [1_12]; 
tp = [ 0 11 J • 
- ' 
#t, a(j, t) = 3, 4, 5; 
#t, #k, b(k, t) = 4; 
#t, b(3, t) = 3; 
#j, #t, c(j, k, t) = 3.2, 4.5, 6, 2.1, 4; 
#t, d ( i, t) = 3, 2, 3, 2, 4, 2, 3, 3, 4, 4; 
d(4, 4) = 4; 
#i, h(i, t) = 1, 2, 3, 4, 5, 6, 7, B, 9, 10, 11, 
#i, h(i, 4) = O; 
#i, init(i) = O; 
init(3) = 1; 
init (5) = 3; 
init(7) = 2; 
#i, fin(i) = 1; 
#t, p(i, t) = 1, 2, 3, 4, 5, 6, 7, 8, 9, 10; 
#t, #i, s<i, t) = 0.85; 
EqL1 Ma:-: [ Som ( i, t) p ( i, t) * E ( i, t) -
Som ( j , k , t) c ( j , k , t) * W ( j , k, t) -
0.5 * Som(i) h(i, t >< l> * varinit(i) -
0. 5 * Som ( i , t < > 1 ) h < i , t) * I I ( i , t > < tp) 
Som ( i , t ) 0. 5 * h ( i , t ) * I I ( i , t ) J ; 
prodl, #j, #t, Som(k) W(j, k, t) - V(j,t) = O; 
prod2, #j, #t, Som(i) U<i, t) - V(j, t) = O; 
dispol, #k, #t, Som(j) W(j, k, t) <= b(k, t); 
dispo2, #j, #t, V(j, t) <= a(j, t); 
1 ?• -, 
equil, #i, II<i,t >< l> - U<i,t >< 1) + E<i,t >< l> = init(i); 
equi2, #i, #t <> l, Il(i,t)-II<i,t >< tp)-U(i,t)+E(i,t> = O; 
final, #i, II(i, t >< 12) = fin(i); 
initial, #i, varinit(i) = init(i); 
fraction, #i, #t, vars(i, t) = s(i, t); 
ventel, #i, #t, E(i, t) d(i, t) * vars<i, t) .> = O; 





de 1 a 10 
appendice test exemple 2 
2 j 
par intervalle 
de 1 a ..,. ...;, 
..,. k _, 
par intervalle 
de 1 a 5 
4 t 
par intervalle 
de 1 a 12 
5 tp 
par intervalle . . 
de 0 a 11 
9 constantes 
1 a 
# : 1 t, 2 
' 
3 
fam : 1 j ' 2 t, "':!" ~· 3.0000 3.0000 3.0000 3.0000 3.0000 3. 0000 3.0000 3.0000 3.0000 
3.0000 3. 0000 3.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 5.0000 5.0000 5.0000 
5.0000 5.0000 5.0000 5.0000 5.0000 5.0000 5.0000 5.0000 5.0000 
2 b 
# . 1 t, 2 k' 3 . 





4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 3.0000 3.0000 3.0000 
3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 4.0000 4. 0000 4.0000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
:::;, C 
# : 1 j' 2 t' 3 
fam : 1 j' 2 k, ' -· t 3.2000 3.2000 3.2000 3.2000 3.2000 3.2000 3.2000 3.2000 3.2000 
3.2000 3.2000 3.2000 4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 
4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 6.0000 6.0000 6.0000 
6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 
2. 1000 2. 100 0 .., 1000 2. 1000 2. 1000 .., 1000 .., 1000 .., 1000 -. 1000 ,L.. .... . .,_ . .... . ..::. . 
2. 1000 .., ..... 1000 2 • 1000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 3.2000 3.2000 3.2000 
3.2000 3.2()00 3.2000 3.2000 3.2000 3.2000 3.2000 3.2000 3.2000 
4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 
4.5000 4.5000 4.5000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 
6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 .., .... . 1000 2 . 1000 2. 1000 
2. 1000 2. 1000 .., .... . 1000 2. 1000 .., ...... 1000 2 • 1000 .., ,L. • 1000 2. 1000 2. 1000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 3.2000 3.2000 3.2000 3.2000 3.2000 3.2000 
3.2000 3.2000 3.2000 3.2000 3.2000 3.2000 4.5000 4.5000 4.5000 
4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 4.5000 
6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 
6. 0000 6.0000 6. 0000 2. 1000 2. 1000 2. 1000 .., ,L. • 1000 .., .,_ . 1000 2. 1000 
.., 
-'- . 1000 .., .,_. 1000 2. 1000 .., .,_. 1000 .., .,_ . 1000 2. 1000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
appendice test exemple 3 
4 d 
# 1 t, 2 
' 
3 
fam 1 i' 2 t' 
.,.. 
-· 
3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 
3.0000 
3.0000 3.0000 3.0000 2.0000 2.0000 2.0000 2.0000 2. 0000 2.0000 
2.0000 2.0000 2.0000 2.0000 2.0000 2.0000 3.0000 3.0000 
3.0000 
3. 0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 
3.0000 
2.0000 2.0000 2.0000 4.0000 2.0000 2.0000 2.0000 2.0000 
2.0000 
2, (l(H)(l 2.0000 2.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 2.0000 2.0000 
2.0000 
2.0000 2.0000 2. 0000 2.0000 2.0000 2.0000 2.0000 2.0000 
2.0000 
3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 
3.0000 
3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 
3.0000 
3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 4.0000 4.0000 
4.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 
4.0000 4.0000 4. 0000 
5 h 
# : 1 i ' 2 ' ' -· farn . 1 i' 2 t' ":! . ._, 
1.0000 2.0000 3.0000 0.0000 5.0000 6.0000 7.0000 8.0000 
9.0000 
10.0000 11.0000 12. 0000 1.0000 2.0000 3.0000 0.0000 5.0000 
6.0000 
7.0000 8.000 0 9.0000 10.0000 11.0000 12.0000 1.0000 2.0000 
3.0000 
0.0000 5.0000 6.0000 7.0000 8.0000 9.0000 10.0000 11.0000 12.0000 
1.0000 2.0000 3.0000 0.0000 5.0000 6.0000 7.0000 8.0000 
9.0000 
1 o. 0000 11.0000 12. 0000 1.0000 2. 0000 3.0000 0.0000 5.0000 
6.0000 
7.0000 8.0000 9.0000 10. 0000 11. 0000 12.0000 1 . 0000 2.0000 
3.0000 
0.0000 5.0000 6.0000 7.0000 8.0000 9.0000 10.0000 11.0000 
12.0000 
1.0000 2.0000 3.0000 0.0000 5,0000 6.0000 7.0000 8.00 00 
9.0000 
10.0000 11.0000 12.0000 1.0000 2.0000 3.0000 0.0000 5.0000 
6.0000 
7.0000 8.0000 9.0000 10.0000 11.0000 12.0000 1.0000 2.0000 
3.0000 
0.0000 5.0000 6.0000 7.0000 8.0000 9.0000 10.0000 11.0000 
12.0000 
1.0000 2.0000 3.0000 0.0000 5.0000 6.0000 7.0000 8.0000 
9.0000 
1 o. 0000 11.0000 12.0000 
6 init 





fam : 1 i ' 2 
' 
3 










farn . 1 i' 2 3 . 
' 1.0000 1.0000 1.0000 1.0000 1.0000 1.0000 1.0000 
1.0000 1.0000 
1.0000 
appendice test exemple 4 
8 p 
# 1 t' 2 < 
' 
-· fam . 1 i' 
,.., t, < . 4 
-· 
1.0000 1.0000 1.0000 1.0000 1.0000 1.0000 1.0000 1.0000 1.0000 
1.0000 1.0000 1.0000 2.0000 2. (H)00 2.0000 2.0000 2. 0000 2.0000 
2.0000 2.0000 2.0000 2.0000 2.0000 2.0000 3.0000 3.0000 3.0000 
3.0000 3.0000 3. 0000 3.0000 3.0000 3.0000 3.0000 3.0000 3.0000 
4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 4.0000 
4.0000 4.0000 4.0000 5.0000 5.0000 5.0000 5.0000 5.0000 5.0000 
5.0000 5.0000 5.0000 5.0000 5.0000 5.0000 6.0000 6.0000 6.0000 
6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 6.0000 
7.0000 7.0000 7.0000 7.0000 7.0000 7.0000 7.0000 7.0000 7.0000 
7.0000 7.0000 7. 0000 8.0000 8. 00(H) 8.0000 8.0000 8.0000 8.0000 
8.0000 8.0000 8.0000 8.0000 8.0000 8.0000 9.0000 9.0000 9.0000 
9.0000 9.0000 9.0000 9.0000 9.0000 9.0000 9.0000 9.0000 9.0000 
10.0000 10.0000 10.0000 10.0000 10.0000 10.0000 10.0000 10.0000 10.0000 
10.0000 10.0000 10.0000 
9 s 
# . 1 t, 2 i ' < . ·-· fam : 1 i' 2 t, 3 
0.8500 0.8500 û.8500 0.8500 û.8500 0.8500 û.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 û.8500 0.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 û.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 û.8500 0.8500 
0.8500 0.8500 (l.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 0.8500 û.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 û.8500 0.8500 0.8500 0.8500 0.8500 0.8500 
0.8500 0.8500 0.8500 
Fonction objectif : I 1 faut maHimiser la fonction. 
no _elem 1 no ent som code som val som 
- - - -1 1 4 0 0 0 û 0 0 0 
2 2 3 4 0 0 0 0 0 0 
3 1 0 0 0 0 0 0 0 0 
4 1 4 0 0 1 0 0 1 0 
5 1 4 0 0 û 0 0 0 0 
est code _est val 
-
est 
1 8 0 0 0 0 0 0 
2 3 0 0 0 0 0 0 
3 5 0 1 0 û 1 (l 
4 5 0 0 0 0 0 0 
5 5 0 0 û 0 0 0 
variable code 
-
var val _var 
1 1 0 0 0 0 0 0 
2 2 (l 0 0 0 0 0 
3 3 0 0 0 0 0 0 
4 4 0 3 (l 0 5 0 
5 4 (l û 0 0 0 0 
mult . . 








equation 1 nom 
no_ent_ptt 
2 4 0 ! 
Code= 1 
1er membre 
no1 ent som 
- -
1 3 0 





















Ile 11 1 ' 4 ' ()' 
"w" 2, 3, 4, 
"varinit" 1, O, O, 
"ii" 1, 4, o, 
"v" 2, 4, O, 
"u" 1, 4, o, 
"vars" 1, 4, O, 
equation 2 nom 
no_ent_ptt 
2 4 0 
Code= 1 








0 (l 0 




















0 û 0 
val 1 som 
-
0 0 0 
0 0 0 
vall est 
-
0 0 0 
0 0 (l 
val 1 var 
-
û (l û 
0 0 (l 
val2 som 
-(l 0 0 
val2 _est 
û û û 
val_ptt 









appendice test exemple 6 
1er membre 
nol _ent _som 
1 1 0 
'"' .::. 0 0 
cst1 
1 (1 












1 (l 0 
cst2 
1 ù 
ffiLl 1 t2 
1 o.ooooô 
Variables 
e" 1 ' 4, o, 
w" 2, 3, 4, 
varinit" 1 ' o, o, i i li 1 ' 4, o, 
v" 2, 4, o, 
u" 1' 4, o, 
vars" 1 ' 4, o, 
equation ' -· nom 
no_ent_ptt 
' -· 




0 0 0 




















nol _ent_som codel 
-
som 
0 1 2 û O 1 (1 
cstl codel _est 
1 (1 (l 0 
varl code1 _var 
1 2 0 (l 
multl 
1 1.00000 
val 1 som 
-
(1 t (l (1 
0 (l 0 
vall _est 
(l 0 0 
0 0 0 
vall _var 
û (l 0 
0 1 0 0 
val2 som 
-
(1 0 (1 
val2 _est 
0 (l (1 
val_ptt 
0 û 0 
val 1 som 
-(l o · (l 
vall _est 
0 0 (l 
val 1 _var 













no2 ent som 
- -
1 1 0 0 
cst2 




e" 1, 4, O, 
w" 2, 3, 4, 
varinit" 1, O, O, 
ii" 1, 4, o, 
v_" 2, 4, 0, 
u" 1, 4, O, 
vars" 1, 4, O, 
equation 4 nom 
no_ent_ptt 
2 4 0 
Code= ..,. .... , 
1er membre 
no1 _ent _som 
1 ! 0 0 
est! 
1 ! 0 
varl 




no2 ent som 
- -
1 ! û 0 
est2 
1 1 1 
fflLt 1 t2 
1 1.00000 
Variables 





"varinit" 1 ' o, o, Ili i Il 1 ' 4, o, 
"v" 2, 4, o, 
"Lt" 1' 4, o, 
"vars" 1' 4, o, 
appendice test exemple 7 
! code2 som 
-
0 1 (l (l 
1 code2 est 
-
1 (l 0 
"dispo2" 
code_ptt 
(l 0 0 
! code1 _som 
(l ! 0 0 
! codel _est 




1 (l (l 
1 eode2_som 
û ! 0 0 
1 code2 _est 
1 0 0 
! va.12 _som 
0 1 (l ù 
1 va12_cst 
0 1 0 ù 
val_ptt 
0 0 0 
1 val1 som 
-




(l 1 0 0 
! val1 var 
-
(l 1 0 û 
! val2 som 
-
0 ! û 0 
! val2_est 








appendice test exemple 8 
equation 5 nom: 
no_ent_ptt 
1 (l (l 
Code= 1 
1er membre 
nol _ent som 
-
1 1 0 (l 
..., ! (l 0 ..::. 
.,.. 
_, ! 0 (l 
cstl 
1 1 0 






1 1 4 
..., 











no2 _ent _som 
1 ! 0 0 
cst2 
1 ! 6 
mult2 
1 1.00000 
Variables . . 
"e" 1 ' 4, o, 
.. w" 
..., 
..:. , 3, 4, 
"equi 1" 
c:ode_p t t 
0 (l 0 
1 codel som 
-
0 1 0 (l 
(l ! (l 0 
0 1 0 (l 
1 codel _c:st 
1 (l (l 
! 0 û 
1 0 0 
1 codel var 
-
! 0 1 
1 0 1 




0 1 (l 0 
1 code2_c:st 
1 0 0 
"varinit" 1 ' o, o, 
Ili i fi 1 , 4, o, 
"v" 2, 4, o, 
••u .. 1 ' 4, o, 
"vars" 1 ' 4, o, 
equation 6 nom 
no_ent_ptt 

































0 0 (l 
1 val 1 som 
-
(l 1 0 (l 
0 1 0 0 
(l 1 0 (l 
! vall c:st 
-
(1 1 (l (l 
0 1 0 0 
0 1 0 0 
! vall var 
-
(l ! 0 1 
0 1 0 1 




(l 1 (l (l 
1 va12 _c:st 
0 1 (l 0 
val_ptt 
0 1 0 
va 1 l_som 
0 0 0 
0 0 0 
0 0 û 

















1 1 0 
,, ! (l .... 
-:r 1 0 
-· 4 ! 0 
varl 
1 1 4 
2 1 4 
-:r 1 6 
-· 










1 1 0 (l 
cst2 




"e" 1, 4, o, 
11 w 11 2, 3, 4, 
"varinit" 1, O, O, 
"ii" 1, 4, o, 
"v" 2, 4, O, 
"u" 1, 4, O, 
"vars" 1, 4, O, 
equation 7 nom: 
no_ent_ptt 




nol ent som 
-
-
1 ! 0 0 
estl 
1 1 (l 
var1 
1 1 4 
mult1 
1 1.00000 
appendice test exemple 9 
eode1 _est 
1 0 0 
! 0 (l 
1 0 0 
1 0 0 
1 code1 var 
-




1 (1 0 
1 (l (l 
! c:ode2_som 




1 0 0 
"final" 
c:ode_ptt 
0 0 0 
! c:odel _som 
0 1 (l 0 
1 codel est 
-
1 (l (l 
1 c:ode1 _var 
1 (l 1 
1 val 1 est 
-
0 1 0 0 
0 1 0 0 
(l ! ù 0 
0 1 0 0 
1 val 1 _var 
0 1 0 0 
0 1 0 5 
0 1 (1 0 




(l 1 (l 0 
! va12_cst 
0 1 0 0 
val_ptt 
ù (l 0 
! vall som 
-
0 1 0 (l 
1 vall est 
-
0 1 0 (l 
1 val 1 _var 














appendice test exemple 10 
2nd membre 
no2_ent_som code2_som ! val2_som 






"e" 1, 4, o, 
"w" 2, 3, 4, 
"va r init" 1, O, O, 
"ii" 1, 4, o, 
"v " 2, 4, O, 
"u" 1, 4, O, 
"vars" 1, 4, O, 









no1 _ent _som 
1 ! 0 0 
cst1 
1 1 0 
var1 




2nd memb r e 
no2 _ent som 
-
1 ! (1 0 
cst2 




e " 1 ' 4, o, 
w" 
..., 
":!" 4, ,L.' 
-·' 
varinit" 1 ' o, û, i i Il 1 ' 4, o, 
v" 2, 4, o, 
u" 1 ' 4, o, 





0 (l 0 
! code1 som 
-
0 1 0 0 
1 code1 _est 
1 0 0 
1 code1 var 
-
1 0 0 
! code2 som 
-
(1 1 0 0 
! code2 est 
-
1 0 (1 
1 va12_cst 
(l 1 0 0 
val_ptt 
0 0 û 
1 val 1 som 
-
0 ! (l 0 
1 val 1 _est 
0 1 0 0 
1 vall var 
-




0 1 0 (1 
! val2 _est 








equation 9 nom: 
no_ent_ptt 
l 4 0 ! 
Code= 1 
1er membre 
nol ent som 
- -
1 1 0 0 
cstl 
l 1 0 
vat~1 






1 ! 0 0 
cst2 









varinit" 1 ' o, o, 
i i " 1 ' 4, o, 
v" 
.., 
..:.., 4, o, 
LI Il l ' 4, o, 
"vars" 1 ' 4, o, 
equation 10 nom 
no_ent_ptt 
1 4 (l 1 
Code= 2 
1er membre 
appendice test exemple 11 
"fraction" 
code_ptt 
0 0 (l 
1 codel som 
-
0 1 0 (l 
1 code1 est 
-
1 0 (l 
1 code1 _var 
1 (l (l 
1 code2 som 
-









0 (l 0 
1 val1 _som 
û 1 (l (l 
! val1 _est 
0 1 û 0 
! val1 var 
-(l 1 (l (l 
! val2 som 
-
0 ! û (l 
! val2 est 
-
0 1 û 0 
val_ptt 
(l 0 0 
no1 _ent _som codel _som ! va.11 - som 

















(l 0 (l 








0 û 1 0 û 
est 1 vall _c_st 
- 0 0 ! (l 0 
û 0 1 (l 0 
_var 1 vall _var 
(l 0 1 (l (l 












appendice test exemple 12 
2nd membre 
no2_ent_som eode2_som val2_som 











-· , 4, 
varinit" 1 ' o, i i Il 1 ' 4, o, 
v" 
,., 4, o, 
.L.' 
u" 1 ' 4, o, 
vars" 1' 4, o, 
o, 
equation 11 nom 
no_ent_ptt 
1 4 0 
Code = 3 
1er membre 
nol ent som 
-
-
1 ! 0 (l 
estl 
1 1 0 
var1 
1 ! 1 
multl 
1 1. (H) OOO 
2nd memb r e 
no2_ent som 
-
1 ! 0 0 
cst2 
1 ! 4 
mult2 
1 1.000 00 
Variables 





·-· , 4, 
"varinit" 1 , o, o, 
Ili i Il 1 ' 4, o, 
"vu 2, 4, o, 
IIUlt 1' 4, o, 





0 0 0 
! codel som 
-(l 1 (l (l 
1 eodel est 
-
! 0 0 
! eodel var' 
-
1 (l 0 
1 code2 som 
-
0 1 0 0 
1 eode2 _est 
! (l 0 
va12_est 
(l (l (l 
val_ptt 
(1 0 (l 
! vall som 
-(l ! 0 (l 
! vall est 
-
0 ! 0 (l 
! vall var 
-
0 ! 0 (l 
! val2 som 
-(l 1 (l (l 
! val2 _est 








*** erreur (72) du type execution tableau du simple x e trop grand*** 
