This paper is on the implementation of a dual axis positioning system controller. The system was designed to be used for space-dependent ultrasound signal acquisition problems, such as pressure field mapping. The work developed can be grouped in two main subjects: hardware and software. Each axis includes one stepper motor connected to a driver circuit, which is then connected to a processing unit. The graphical user interface is simple and clear for the user. The system resolution was computed as 127µm with an accuracy of 2.44µm. Although the target application is ultrasound signal acquisition, the controller can be applied to other devices that has up to four stepper motors. The application was developed as an open source software, thus it can be used or changed to fit different purposes.
INTRODUCTION
In the scientific field precision is everything. A scientist cannot conduct a responsible scientific experiment if the precision of the process is not controlled. Laboratory experiments involving ultrasound deals normally with space-dependent parameters, such as time-of-flight or pressure. Manual adjustment can induce human errors, that can be eliminated by using a reliable and automatic positioning system. In the scientific community, the open-source software concept is often referred. It refers to computer applications whose source code is available and under an open-source license to study, change or tune the software, and to redistribute in the modified or unmodified form.
This paper presents the necessary hardware and software to control a linear positioning system. The main application of this system is the acquisition of space-dependent ultrasound signals. The developed controller is an evolution to the system supplied by the manufacturer. The proposed controller is supported in Unix/Linux operating systems (OSs) and the connection with the personal computer is accomplished through an USB interface, instead of the nowadays rare parallel port (Arrick Robotics, nd). 
HARDWARE
A schematic representation of the overall hardware used is presented in Figure 1 .
The main part of this project is the positioning table (Arrick robotics, . This table has two belt-driven axis with a moving range of 464.8 mm. Each axis includes a stepper motor (Telcomotion, 4H5618C2906), which is responsible for the automatic motion of a top plate (mobile point). Each stepper motor has a resolution of 0.9 degrees per step with an accuracy +/-5%. The top plate is where the load (transducers, hydrophones, or a third axis) is to be attached. Each axis has two limit-switches, which prevents from equipment damage and are also reference points (Arrick Robotics, nd).
Power Stage
Between the Processing Unit (PU) and each motor there is a driver circuit, responsible to adapt the current sent by the PU (in the range of mA) to a current necessary (in the range of A) to move the motor with high torque. To mention that all stepper motors work in half-step mode (Yeadon and Yeadon, 2001 ).
Processing Unit
For the Processing Unit (PU) we used three microcontrollers PIC 16F84A (Microchip Technology, 2001) from Microchip, to control both stepper motors.
One of the microcontrollers is called the PIC Master (PICM), which receives orders from the PC. The information from the PC to the PU is sent in a group of 10 Bytes. The information transmitted is:
• target axis;
• speed;
• number of steps;
• synchronization bytes.
After data processing the PICM starts the communication with the PIC Slaves (PICSs), that are connected to the target stepper motors through the driver circuit. Whenever a certain motor has to move a step, PICM signals the corresponding PICS, which only has to change the output pins state in order to give a step.
If a switch (at the limits) is pressed, the PICS that detected it, signals the PICM. When the movement stops, the PICM sends a feedback byte to the PC, on which it informs if the operation was or not successful.
Whenever both stepper motors have to move the same distance (same number of steps), they move at the same time. Otherwise, only one motor moves at a time.
The PU is designed to allow to control up to four axis. The PICM has some pins that are not connected to anything and can be used to add a new axis. If the new axis don't have any special requeriment, the firmware of the PICSs will all be the same. This characteristics makes our system scalable.
PC/PU interface
The interface between the PC and the PU is done through a USB to parallel FIFO module (FTDI UM245R) (FTDI Ltd, 2005) , integrated in the PU.
The UM245R is a module with a lot of potential, since that it's not needed to develop USB-specific firmware to handle the USB protocol. Besides this, it's possible to communicate through a Synchronous Bit Bang Mode that allows to keep a synchronous communication.
SOFTWARE
The software for this project was developed in an open source environment, so it can be used in other applications that involves stepper motors.
In Unix/Linux environments as in others OS, the hardware is controlled by specific programs called device drivers. In particular case of Linux, this programs can be loaded to kernel at run time, and they are called kernel modules. With this modules it's possible in user mode, to communicate with the hardware without direct access, hiding all the low level functions.
One of the requirements was to develop the software as a Python module, to be integrated in other Python programs (Teixeira et al., 2006) . Since a functional userspace library in C language and at the moment there isn't any Python module for FTDI modules for Linux, it was necessary to create a C Python Extension (van Rossum, 2008) . This enabled the integration of the necessary C code to control the linear positioning table. Figure 2 presents the software structure. The main program is called table.py and implements a state machine that handles computer and user events. The interfaceGUI.py file is responsible to create all the graphical interface and the methods to access to all the values that the user can change or configure. A Python module called pylab included in matplotlib library (Matplotlib Project, nd) was used to display the motors movement. The options.py file includes classes and methods for all the stepper motors options.
The session is saved in two data files, in order to keep the data for next sessions. The options file has the characteristics of each motor, and the settings file has the present positions of the motors after the movement.
As mentioned before, in order to interface the C libraries, a file named ftdipymodule.c was created as an C Python Extension. This file is a wrapper between C and Python languages.
GRAPHICAL USER INTERFACE
The user interface was developed in GTK+, because it's portable, and his use with Python is easy with the pygtk module (GNOME Project and PyGTK Team, 2006) . The application front-end is presented in Figure 3. We can define the amount of movement for each motor or simply scroll the bar to the position, we can also control the movement with the start, stop and home buttons. In the messages box, it can be seen a small report of what is happening, and check the device status (connected or disconnected).
From the Options Tab (see Figure 4) , its possible to choose the metric units, move type, the step mode, number of motors, speed, acceleration and the axis size.
The output can be seen in Output Tab (see Figure  5) , where it's represented the table (X and Y axis) on the left side, and a vertical bar (Z axis) on the right side. When the top plate is moving the output is generated according to the amount of movement. 
RESULTS & DISCUSSION
In order to determine how precise the system is, travel distances for different number of steps were assessed in order to verify how the system behaves. Six different number of steps were tested: 100, 200, 400, 600, 800 and 1000. For each one, ten measurements (N = 10) were taken using a caliper ruler (accuracy of 20 µm). The ratio between a measure (X) and the number of steps (n), corresponds to the length of a single step (X N ). So, the mean (X N ) of N values of X N , is assumed to be a normalized mean and can be computed by Equation 1.
After the X N values of each test have been determined, their Standard Deviation (σ) can be computed by Equations 2.
The Variance (σ 2 ) can easily be computed as the positive square-root of σ. From the values in Table 1 , it can be seen that µ presents a stable value on all the tests, with an acceptable difference between them. Also, as the number of steps increases, the values of σ and σ 2 decreases. This happens becasuse of the initial inertia and imprecisions of the system. The mechanical parts of the table applies some forces to the system (belt has tension, top-plate has weight and the steel shafts have friction) that will result in the resistance to a change on its state of motion.
According to the data presented in Table 1 , the resolution of each axis of the system can be defined has 127 µm. Due to the real application of the system, small travel distances (n < 100 steps) will be often used and the worst case (n = 100 steps) is used to determine the accuracy value. For a 95 % confidence interval (Normal distribuition) the accuracy is 2.44 µm (2σ for n = 100 steps).
CONCLUSIONS & FUTURE WORK
The system developed works as a linear positioning system using step motors. It was created a hardware driver in a modular way, which enables the addition of a new axis easily. The software is open-source and can be used and modified according to the user needs. The motor movements have an acceptable resolution and accuracy. The developed controller is an actualized version of the system supplied with the linear table. In the future this application can be used for ultrasound signal processing, and new improves can be made, like operation in full-step mode and adding up to four axis.
