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Seznam uporabljenih simbolov 
T – čas polnjenja 
Q – kapaciteta akumulatorja 
Qnaz – nazivna kapaciteta akumulatorja 
k – odstotek izpraznjenosti akumulatorja 
I = nazivni tok polnjenja 
Inaz – nazivni tok polnilca 
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Povzetek 
Diplomsko delo govori o zgradbi, programiranju ter izvedbi vodenja 19-ih 
avtonomnih vozičkov, ki so namenjeni polnjenju avtomobilskih akumulatorjev. 
Sistem združuje dva različna tipa krmilnikov, katera komunicirata preko brezžične 
povezave, in sicer nadzorni krmilni sistem ter 19 krmilnikov, ki so nameščeni vsak 
na svojem vozičku. 
 
Krmilnik na vozičku krmili pogon vozička, da se voziček avtonomno 
pozicionira ter sledi hitrosti tekočega traku, na katerem so avtomobili. Prav tako pa 
javlja ter sprejema podatke iz centralnega krmilnega sistema. Za povezavo s 
polnilcem baterij je izvedena serijska komunikacija Modbus RTU. Za komunikacijo 
s čitalcem bar kode je izvedena serijska komunikacija po protokolu RS232. Za 
povezavo med krmilnikom vozička ter centralnim krmilnikom pa skrbi povezava 
preko protokola Profinet. 
Za natančno pozicijo vozička skrbi čitalec bar kode, iz katerega se nato izračunava 
tudi trenutna hitrost vozička. Za regulacijo hitrosti skrbi regulator hitrosti. 
 
Strojna oprema je sestavljena iz industrijskega programirljivega logičnega krmilnika, 
serijskih komunikacijskih modulov, polnilca akumulatorjev, čitalca bar kode ter 
opreme potrebne za zagotovitev nemotene žične ter brezžične povezave Profinet. 
Strojno opremo v celoto povezuje programska koda. Med programiranjem je bil 
vedno cilj napisati kodo kar se le da preprosto ter pri tem upoštevati vse segmente za 
varno obratovanje vozičkov. Pri tem pa seveda ohraniti preprostost upravljanja 
celotnega sistema. 
 
 
 
Ključne besede: avtonomni voziček, bar koda, komunikacije, polnjenje 
akumulatorjev, programirljivi logični krmilnik,   regulacija hitrosti. 
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Abstract 
The diploma thesis deals with the construction, programming and control of 19 
autonomous trolleys intended for charging car batteries. The system combines two 
different types of controllers that communicate via wireless network, the first being a 
control system and the second being 19 controllers, each mounted on its own trolley. 
 
The trolley controller controls the trolley drive autonomously, and follows the 
speed of the conveyor belt on which the cars are located. It also reports and receives 
data from the central control system. Modbus RTU communication is performed to 
connect to the battery charger, serial communication according to RS232 protocol is 
performed to communicate with the bar code reader. The connection between the 
trolley controller and the central controller is provided by the connection via the 
Profinet protocol. 
The exact position of the trolley is determined and assured by the bar code 
reader, from which the current speed of the cart is then calculated. Speed controller is 
responsible for speed control 
 
The hardware consists of an industrial programmable logic controller, serial 
communication modules, a battery charger, a bar code reader, and the equipment 
needed to ensure a smooth wired and wireless Profinet connection. Of course, the 
hardware is linked by software code. During programming, the goal was always to 
write the code as simply as possible, taking into account all segments for safe 
operation of the carts. In doing so, maintaining the simplicity of entire system 
management was of special importance. 
 
 
Key words: autonomous trolley, battery charging, bar code, communications 
programmable logic controller,  speed control. 
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1  Uvod 
Industrijska avtomatizacija je v industriji prisotna že skoraj od začetka gradnje 
tovarn ter večjih obratov. Dandanes je industrijska avtomatizacija postala 
nepogrešljiv del vsake proizvodnje linije. Področje kot tako se ukvarja z 
avtomatizacijo proizvodnih linij, ki zavzema povečanje produktivnosti ter 
zmogljivosti, hitrejšo ter natančnejšo izdelavo izdelkov, pri tem pa se operaterjem 
prihrani ponavljajoče se gibe ter zagotovi varno delovno okolje. Pri doseganju teh 
ciljev pa se uporablja tehnološko napredna programska oprema, krmilniki, roboti, 
kamere in podobno. Vedno več se v industrijah pojavlja kontrola kakovosti izdelkov, 
ki temelji na osnovi robotskega vida, saj lahko kamera vidi spremembe na izdelku, ki 
vplivajo na kakovost ali pa na delovanje nekega izdelka, ljudem pa s prostim očesom 
niso vidni. Prav tako pa so ponavljajoča se dela v veliki večini prevzeli roboti.[1] 
 
Med zgoraj navedena področja spada tudi to diplomsko delo, katero pokriva 
tematiko avtonomnih sistemov. Tovrstni sistemi so zgrajeni predvsem z namenom 
poenostavitve enostavnih ponavljajočih se del, kot je na primer tudi polnjenje 
avtomobilskih akumulatorjev.   
 
Da postane sistem avtonomen potrebuje bodisi enostavni bodisi bolj zapleten 
sistem senzorike, s pomočjo katere se znajde v prostoru, se izogiba oviram ali pa 
natančno določi svojo pozicijo. Pri tem je ključnega pomena tudi določeni sistem 
aktuatorjev, ki mu zagotavlja kakovostno opravljanje dela, za katerega je namenjen. 
 
 To področje pa ni aktualno samo v industriji, ampak se že dolgo uporablja tudi 
v naših domovih. Vsi namreč dobro poznamo robotske čistilce tal ali pa vedno bolj 
aktualne robotske kosilnice naših vrtov. 
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2  Uporabljena orodja in oprema 
Poglavje govori o uporabljeni programski in strojni opremi ter opisuje tehnične 
specifikacije ter naloge vozička. 
2.1  Programsko orodje SIMATIC STEP 7 
Programsko orodje SIMATIC STEP 7 je zasnovano posebej za programiranje 
Siemensovih krmilnikov serije S300 in S400 ter izdelovanje uporabniških 
vmesnikov. Načrtovano je z namenom preproste uporabe ter hitrega dostopa do vseh 
funkcij, ki jih omenjeni programski paket omogoča, kot so na primer programiranje, 
sestavljanje in konfiguriranje strojne opreme in testiranje. 
 
2.2  Programsko orodje TIA PORTAL 
Programsko orodje TIA PORTAL je naslednik programskega orodja STEP 7. Prav 
tako kot predhodnik, nam tudi to programsko orodje omogoča programiranje, 
izdelavo uporabniških vmesnikov, sestavljanje in konfiguriranje strojne opreme, 
testiranje, omogoča pa še mnogo drugih funkcionalnosti. V primerjavi s prejšnjimi 
verzijami ima prenovljeno grafično okno ter dodanih mnogo dodatnih 
funkcionalnosti. Predvsem pa iz stališča uporabnika, programiranje poenostavi. 
Podpira vse krmilnike, ki so bili podprti v prejšnjih verzijah, seveda pa podpira tudi 
krmilnika serije 1200 in 1500. Na sliki 2.1 je prikazano programsko okno tega 
programskega paketa. 
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Slika 2.1:  Programsko okolje TIA PORTAL 
Na sliki 2.2 je prikazana konfiguracija strojne opreme znotraj programskega 
paketa TIA PORTAL. Na desni strani je prikazan krmilnik serije S1200, nato pa mu 
sledita komunikacijska modula in sicer CM 1214 RS232, ki služi za komunikacijo z 
polnilcem baterij ter CM 1214 RS422/485, ki služi komunikaciji z čitalcem bar kode. 
 
Slika 2.2:  Strojna konfiguracija 
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2.3  PLK S1215  DC/DC/RLY 
Programirljivi logični krmilnik S1215 je krmilnik, ki za svoje delovanje 
potrebuje enosmerno napajalno napetost 24 V. Na samem krmilniku je prisotnih 14 
digitalnih vhodov od tega jih je 6 sposobnih opravljati vlogo hitrega štetja (ang. high 
speed counting). Prav tako, pa ima krmilnik 10 relejskih digitalnih izhodov ter 2 
analogna vhoda ter 2 analogna  izhoda. Ima pa tudi 2 priključka RJ45, ki nam 
omogočata povezavo z različnimi napravami ter nalaganje programa na sam 
krmilnik. Krmilnik je prikazan na sliki 2.3 [2]. 
 
Slika 2.3:  Krmilnik S1215 DC/DC/RLY 
 
2.4  PLK S319 F-3 PN/DP 
Programirljivi logični krmilnik S319 F-3 PN/DP  za svoje delovanje potrebuje  
24 V enosmerne napetosti. Na samem krmilniku ni prisotnih ne digitalnih vhodov, ne 
digitalnih izhodov, prav tako pa ne omogoča direktnega priklopa analognih vhodov 
ter izhodov. Ima pa 2 ločena priključka tipa RJ45, ki omogočata povezavi preko 
protokola Profinet ter prav tako preko protokola industrijskega Etherneta istočasno. 
Na sliki 2.4 je prikazan krmilnik kot tak [3]. 
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Slika 2.4:  PLK S319 F-3 PN/DP 
 
 
2.5  VAHLE čitalec bar kode 
Čitalec bar kode je nameščen na vozičku skupaj s krmilnikom S1200, 
polnilcem baterij ATEQ ter frekvenčnim pretvornikom z motorjem. Voziček je 
nameščen na vodilu. Na vodilu je nameščena bar koda, s katero je kodirana pozicija. 
Čitalec je predstavljen na sliki 2.5. 
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Slika 2.5:  VAHLE čitalec bar kode 
 
2.6  ATEQ polnilec baterij 
Polnilec baterij ATEQ, je namenjen polnjenju 12 V baterij. Polnilec polnjenje 
izvaja popolnoma avtonomno. Baterije lahko polnimo z največ 50 A enosmernega 
električnega toka, pri tem pa je zagotovljena zaščita proti napačni polariteti 
polnjenja. Zaradi svoje robustne zgradbe ter kvalitetne izdelave je namenjen 
predvsem industrijskim aplikacijam, med katere spada tudi naša. Celotni sistem 
podpira priklop tiskalnika, ročnega čitalca črtne kode, ter komunikacijo preko 
protokola Modbus RTU. Na sliki 2.6 se lepo vidi zunanji izgled celotnega polnilca. 
Na desni strani slike vidimo priključek za polnilne klešče, ekran za prikazovanje 
polnilnega toka, ter polnilne napetosti. V srednjem delu slike je predstavljen ročaj ter 
adapter z varnostnim trakom, ki omogoča varno montažo. Na levi strani slike pa so 
predstavljeni vhodi namenjeni ročnem čitalcu črtnih kod, ter vhod, ki je namenjen 
posodabljanju programske opreme, ter priključitvi tiskalnika. Zaradi boljše 
predstave, je levi del podrobneje predstavljen s sliko 2.7.  
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Slika 2.6:  Polnilec baterij ATEQ 
 
Slika 2.7:  Sprednji ter zadnji del polnilca 
 
 
2.7  Dostopna točka Scalance w788 
Scalance W788 je industrijska različica dostopne točke, ki za svoje delovanje 
potrebuje  enosmerno napajalno napetost 24 V, ima pa tudi redundantni priključek za 
napajanje, s katerim lahko zagotovimo stabilno delovanje tudi v najzahtevnejših 
pogojih. Omogoča hitrost brezžične povezave iWLAN do 450 Mbit/s. Sposobna je 
hkrati oddajati 2 ločeni omrežji, in sicer v frekvenčnem razponu 2,4 Ghz ali pa 5 
Ghz. Prav tako za vsako omrežje omogoča priklop do treh anten. Lahko jo 
uporabljamo kot klienta ali pa v navezi s klient modulom Scalance 748, kot dostopno 
točko. Način dostopne točke je še posebej uporaben takrat, ko želimo preko 
povezave Profinet komunicirati z napravo, katera zaradi svoje funkcije ne omogoča 
fizične kabelske povezave. Izgled naprave je prikazan na sliki 2.8 [4]. 
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Slika 2.8:  Scalance W788 
 
2.8  Dostopna točka Scalance w722 
Scalance w722 za svoje delovanje potrebuje enosmerno napajalno napetost 24 
V, prav tako pa ima tudi možnost priklopa redundantnega vira napajanja, s čimer 
zagotovimo stabilno delovanje tudi v najzahtevnejših okoljih. Omogoča nam sprejem 
brezžičnega omrežja iWLAN do hitrosti 450 Mbit/s. Namen tega klient modula je 
predvsem komuniciranje z modulom Scalance w788, ki mora biti v načinu delovanja 
definiran kot dostopna točka. Taka povezava omogoča, da lahko tak modul 
namestimo na napravo, katera se zaradi svoje narave uporabe ne more povezati v 
omrežje Profinet z mrežnim kablom. Na modul lahko priključimo do 3 antene, ima 
pa tudi priključek RJ45. Modul je sposoben komunicirati z dostopno točko preko 
omrežja z 2,4 Ghz ali pa preko omrežja s frekvenco 5 Ghz. Njegov izgled predstavlja 
slika 2.9 [5]. 
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Slika 2.9:  Scalance w722 
2.9  Avtonomni polnilec baterij 
Avtonomni polnilec baterij je montiran na polkrožno vodilo. To vodilo je 
sestavljeno iz aluminijastih profilov, ki vsem vozičkom omogočajo varno gibanje 
vzdolž le-tega. Poleg tega je na vodilu nameščen tudi sistem petih bakrenih 
vodnikov, ki se uporabljajo za napajanje motorjev vseh polnilcev, zato vozički tudi 
ne potrebujemo lastnih baterij. Poleg tega ta sistem koristimo tudi kot neposredno 
napajanje polnilca akumulatorjev. Seveda je potrebno poudariti, da so bakreni 
vodniki med seboj galvansko ločeni, ter da je napajanje pogona ter polnilca izvedeno 
na ločenih fazah.  
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2.9  Naloge polnilcev baterij 
Vseh 19 vozičkov ima enako nalogo, in sicer da sledijo avtomobilu na traku ter 
vzdolž tega traku polnijo njegov akumulator. To pa jim omogoča pogonski sklop, ki 
je sestavljen iz asinhronskega elektro motorja ter frekvenčnega pretvornika, ki ga 
krmili. Za krmiljenje celotnega vozička pa je poskrbljeno s programirljivim logičnim 
krmilnikom. Izgled vozička opisuje slika 2.10. Tehnični podatki, pa so predstavljeni 
v tabeli 2.1. 
 
Slika 2.10:  Avtonomni voziček 
Moč motorja 400W 
Maksimalna hitrost 25 m/min 
Tabela 2.1:  Tehnične specifikacije vozička 
  
24 2  Uporabljena orodja in oprema 
 
 
 
2.2.1  Sestava vozička 
Avtonomni polnilec baterij je sestavljen iz: 
• priključne elektro omarice, kjer se nahajajo varnostni elementi ter 
krmilnik, 
• polnilca akumulatorjev, 
• bralnika bar kode, 
• ogrodja vozička, ki je pritrjeno na  polkrožno montažno letev, 
• fotocelice, za detekcijo startne ter ustavitvene pozicije, 
• fotocelice, ki preprečuje nalet vozička, 
• ščetk, ki omogočajo priklop oziroma odklop posameznega vozička iz 
napajanja ter 
• klienta modula iWLAN, ki skrbi za brezžično povezavo do centralnega 
krmilnika. 
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3  Komunikacije  
Na sliki 3.1 je predstavljena celotna shema povezav, ki so bile uporabljene 
tekom celotnega projekta. Na sliki se nahajajo fizične serijske povezave ter žične in 
brezžične povezave Ethernet. Protokoli po katerih so se komunikacije izvajale pa so 
sledeči: 
• Profinet, 
• iWLAN, 
• Modbus RTU (RS485), 
• RS232. 
Centralni krmilni sistem
Klient
S300
Dostopna točka
S1200 Polnilec
Čitalec kode
Avtonomni voziček Legenda
Profinet
iWLAN
Modbus RTU
RS232
 
Slika 3.1:  Topologija komunikacij 
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3.1  Komunikacija med vozičkom ter centralnim krmilnikom 
3.1.1  Protokol Profinet 
Profinet je višje nivojski omrežni protokol namenjen uporabi v industrijski 
avtomatizaciji. Zgrajen na podlagi standardnega Ethernet protokola, PROFINET IO 
za povezavo vhodno-izhodnih naprav uporablja tradicionalno strojno ter programsko 
opremo za določanje omrežja ter komunikacije med raznimi krmilniki ter ostalo 
opremo, ki se uporablja v industrijski avtomatizaciji. Podatki se prenašajo po treh 
različnih komunikacijskih kanalih in sicer standardni kanal uporablja protokol 
TCP/IP, ki je namenjen določanju parametrov omrežja, konfiguraciji ter ciklični 
operaciji branja ter pisanja. Naslednji kanal po katerem se prenašajo podatki se 
imenuje RT (Real time). Kot že samo ime pove se ga uporablja za prenos podatkov v 
realnem času. Še zadnji kanal pa nosi ime IRT (Isochronus Real Time). Ta kanal 
deluje z veliko hitrostjo prenosa podatkov in se ga s tem namenom uporablja 
predvsem v aplikacijah kontroliranja gibanja. 
Paketi, ki se prenašajo preko omrežja Profinet se imenujejo telegrami. Zaradi 
narave naše aplikacije žična povezava Ethernet ni možna, zato smo se poslužili 
komunikacijskega protokola iWLAN. To je protokol brezžičnega prenosa podatkov. 
Standard brezžičnega prenosa podatkov sloni na protokolu Profinet, vendar je prav 
tako kot Profinet izpeljan iz Ethernet brezžične povezave, kot jo poznamo in 
vsakodnevno uporabljamo na delovnih mesti, v javnosti ali pa doma. Iz tega izhaja 
tudi, da velja povezava preko kabla Ethernet hitrejša, ter zagotavlja višjo hitrost 
osveževanja, kot prenos podatkov preko zraka. Zato je bilo to potrebno upoštevati pri 
nastavitvah dostopne točke ter klienta. Na krmilniku, ki je s kablom povezan s klient 
modulom smo zaradi tega lahko nastavili čas cikla na 64 ms, medtem, ko smo na 
dostopni točki ter klient modulu čas cikla nastavili na enkrat večjo vrednost 128 ms. 
Na čas cikla pa vpliva tudi število naprav, ki si priklopljene na to omrežje.[6] 
 
Razlika med protokolom Ethernet ter protokolom Profinet 
 
Glavna razlika med protokoloma Ethernet ter Profinet je v tem, da Profinet 
omogoča prenos podatkov v realnem času, medtem, ko Ethernet tega ni zmožen. 
Ravno zaradi tega razloga se za prenos podatkov v industriji ter industrijski 
avtomatizaciji uporablja komunikacija Profinet. Namreč, v industriji srečamo 
procese, ki za stabilno delovanje potrebujejo hiter prenos podatkov bodisi so to 
podatki, ki jih na proces pošilja krmilnik, bodisi kakršenkoli drug element v 
industriji.  
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3.2  Komunikacija med čitalcem bar kode ter krmilnikom 
S krmilnikom je čitalec povezan preko serijskega vodila ter z njim komunicira 
preko serijske povezave RS485. Komunikacija poteka po principu gospodar (ang. 
Master) – suženj (ang. Slave). Gospodar je krmilnik ki postavlja zahteve, suženj pa 
na te zahteve odgovarja. 
 
3.2.1  Protokol čitalca bar kode 
Pošiljajo in sprejemajo se podatki do največ 7 bajtov. Prvi bajt nam predstavlja 
tako imenovani bajt odgovora, v njem je šestnajstiško zapisana koda 0xE0. Bajt 
odgovora nam zaznamuje začetek odgovora, zato vemo, da naslednji bajt za nas že 
nosi koristne informacije. Drugi, tako imenovani statusni bajt, nam podaja vso 
diagnostiko čitalca, vsa stanja ter napake nam prikazuje tabela 3.1. Bajti od 3 do 6 pa 
nosijo informacijo o prebrani poziciji. Pozicija je binarno kodirana, pri čemer nam 
bajt številka 6 podaja najmanjšo, bajt številka 3 pa največjo vrednost odčitka. 
Največja vrednost, ki jo čitalec lahko prebere je 10.000 metrov. Zadnji, sedmi bajt, 
služi preverjanju pravilnosti podatkov.  
Za pravilno komunikacijo med krmilnikom in čitalcem bar kode, pa 
potrebujemo tudi komunikacijski modul RS458/422, ki ga je potrebno dodati v 
strojno konfiguracijo zraven krmilnika. Prav tako pa, če želimo vzpostaviti 
komunikacijo med krmilnikom ter čitalcem, potrebujemo pravilno nastavljene 
parametre komunikacije, in sicer hitrost prenosa podatkov, pariteto, dolžino 
podatkov ter število ustavitvenih bitov. Za naš čitalec veljajo naslednji parametri: 
Hitrost prenosa je 57600 bitov na sekundo, pariteto smo izključili, dolžino bitov 
podatkov smo nastavili na 8 ter uporabili 1 ustavitveni bit. Če bi se te parametri 
spremenili, komunikacija ne bi delovala. 
 
 
Številka Bita Funkcija Stanje Koda 
0 Status 0 OK 
1 Ni kode 
1 Branje kode 0 Koda berljiva 
1 Koda ni berljiva 
2 Pozicija 0 Pozicija OK 
1 Pozicija izven meja 
3 Strojna oprema 0 Strojna oprema OK 
1 Okvara strojne 
opreme 
4 Temperatura 0 Temperatura OK 
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Številka Bita Funkcija Stanje Koda 
1 Temperatura izven 
dovoljenih meja 
5 Rezerva 0 0 
6 Rezerva 1 0 
7 Rezerva 0 0 
Tabela 3.1:  Protokol čitalca bar kode 
 
3.2.2  Pošiljanje zahteve čitalcu 
Podatek, ki ga pošljemo čitalcu, je v bistvu zahteva, na katero nam čitalec 
odgovori. Protokol od nas zahteva, da čitalcu pošljemo zahtevo dolžine enega bajta, 
v katerem je šestnajstiško zapisana vrednost 0x60. V programskem okolju TIA 
PORTAL nam to omogoča funkcijski blok Send_P2P. Ob pravilno nastavljenih 
parametrih komunikacije, pravilno kreiranim podatkovnim blokom za podatke, ter s 
pravilno vrednostjo v njem je zahteva za pisanje pravilno izvršena. Funkcijski blok 
predstavlja slika 3.2. 
 
Slika 3.2:  Pošiljanje zahteve čitalcu 
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3.2.3  Branje podatkov iz čitalca 
Ko smo uspešno poslali zahtevo oziroma vprašanje čitalcu bar kode, moramo 
prebrati njegov odgovor. To nam v programskem okolju omogoča funkcijski blok 
Recieve_P2P. Ob pravilno določenih parametrih komunikacije, pravilno kreiranim 
podatkovnim blokom, kamor se bodo prebrani podatki shranjevali, lahko zajamemo 
podatke. To nam predstavlja slika 3.3. 
 
Slika 3.3:  Branje podatkov z čitalca bar kode 
3.2.4  Obdelava prebranih podatkov 
Iz prebranih podatkov je nadalje potrebno izluščiti za nas uporabne 
informacije. Predvsem nas zanima bajt številka 1, kjer se nahajajo informacije o 
stanju čitalca ter bajti številka 2 do 5, kjer se nahaja informacija o poziciji celotnega 
vozička. Najprej z uporabo funkcijskega bloka Parse_Byte razbijemo statusni bajt na 
posamezne bite, da jih lahko potem uporabljamo v programu. Ker v programskih 
knjižnicah programskega okolja TIA PORTAL tak blok ne obstaja, ga je bilo 
potrebno napisati. Zunanji del bloka predstavlja slika 3.4, kodo v notranjosti bloka pa 
slika 3.5. 
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Slika 3.4:  Koda za branje posameznih bitov 
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Slika 3.5:  Notranjost bloka za branje posameznih blokov 
Naslednji korak je dekodiranje prejetih podatkov ter združitev v eno samo 
število. Prejeti podatki se trenutno nahajajo znotraj štirih bajtov, zaradi kasnejše 
uporabe v programu, pa si s podatki zapisanimi v štirih bajtih ne moremo kaj dosti 
pomagati, zato jih je potrebno združiti v eno samo številko podatkovnega tipa DINT.  
Pri tem nam pomaga funkcijski blok 4_Byte_to_Dint, ki ga je ravno tako bilo 
potrebno napisati. Posamezni bajt ima dolžino 8 bitov, kar pri štirih bajtih nanese 
skupno 32 bitov, kar je ravno dolžina podatkovnega tipa DINT. Za ta tip zapisa 
pozicije smo se odložili predvsem zaradi natančnosti. Na sliki 3.6 je predstavljena 
notranja koda funkcijskega bloka 4_Byte_to_Dint. Za dosego zastavljenega cilja smo 
uporabili programsko instrukcijo AT. Ideja celotne konverzije je v tem, da na neko 
mesto v pomnilniku krmilnika zaporedno shranimo vse štiri bajte, v katerih se 
nahajajo naši podatki, nato pa z uporabo programske instrukcije AT na mesto kjer se 
začne prvi bajt shranimo spremenljivko podatkovnega tipa DINT, ki jo nato 
prepišemo na izhod. Pri tem je potrebno poudariti, da je za izvedbo te instrukcije 
obvezno izklopiti samodejno optimizacijo bloka (ang. block access optimization). 
Privzeto krmilnik sam skrbi za shranjevanje spremenljivk v pomnilnik na način, s 
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katerim čim bolje izkoristi prostor. V našem primeru pa si tega ne želimo, saj želimo 
obe spremenljivki na točno istem nam znanem mestu v pomnilniku. Princip 
uporabljen v tem bloku pa ilustrira tudi slika 3.7 . 
 
Slika 3.6:  Koda za združitev štirih Bajtov v število 
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Bajt 1
Bajt4
Real
Real
 
Slika 3.7:  Princip uporabe instrukcije AT 
 
Celotni podatek, ki nam ga čitalec poda v milimetrih, je potrebno pretvoriti v 
centimetre. Celotno kodo, ki izvrši konverzijo prikazuje slika 3.8. Izhod iz 
funkcijskega bloka 4_Byte_to_Dint, ki nam je predstavljal pozicijo v milimetrih je 
bilo potrebno deliti z 10. Na ta način smo pridobili podatek o poziciji v pravi enoti, 
za nadaljnjo uporabo v programu.  
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Slika 3.8:  Konverzija 4-h Bajtov v centimetre 
3.3  Komunikacija med krmilnikom ter polnilcem baterij 
Protokol s katerim krmilnik komunicira s polnilcem sloni na znanem 
komunikacijskem protokolu Modbus RTU. Krmilnik ter polnilec sta med sabo 
povezana preko serijske povezave RS232. Če želimo, da je povezava uspešna, 
moramo v strojni konfiguraciji dodati komunikacijski modul RS232, ter mu nastaviti 
naslednje parametre, hitrost prenosa na 57600 bitov na sekundo, pariteta je 
nastavljena na dogodkovno proženje, dolžina podatkov je nastavljena na privzeto 
vrednost osmih bitov, ter za stop bit je uporabljen 1 bit. Protokolu polnilca  so skupni 
tako ukazi, zgradba paketa, kot tudi tako imenovane funkcijske kode, ki jih pozna 
protokol Modbus RTU. V praksi je krmilnik definiran kot gospodar, polnilec pa kot 
suženj. Sistem je postavljen tako, da suženj piše podatke v tako imenovane 
zadrževalne registre, krmilnik pa te registre prebira ter iz njih izlušči za nas 
pomembne informacije, ki se potem ustrezno uporabijo v programu [7]. 
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3.3.1  Zgradba MODBUS RTU paketa 
 
Slika 3.9:  Zgradba MODBUS RTU paketa 
Na sliki 3.9 je tipična zgradba vsakega Modbus RTU paketa, in seveda tudi naš 
protokol komunikacije s polnilcem ni nobena izjema. Ker je paket zgrajen vedno na 
enak način, je komunikacija med različnimi napravami zelo poenostavljena. Natanko 
namreč vemo kam in kako moramo poslati podatek, da se bo sistem na drugi strani 
ustrezno odzval. Prvi bajt v našem paketu je namenjen naslovu našega sužnja, v 
našem primeru je to 0xFF. Drugi bajt je namenjen deklaraciji funkcijske kode, v 
naslednjih 253 bajtih se nahajajo podatki, zadnja dva bajta pa sta namenjena 
algoritmu CRC, ki preverja pravilnost prenesenih podatkov. 
3.3.2  Funkcijske kode 
Drugi bajt je namenjen definiciji funkcijske kode, ki nam pove ali bomo 
podatke brali, pisali ali pa kar oboje.  
Koda 01  
Naslednja funkcijska koda je koda z oznako 01, ki je namenjena branju 1 pa 
do 2000 nepretrganih statusov tuljav na oddaljeni enoti. V deklaraciji moramo podati 
funkcijsko kodo, začetni naslov iz katerega želimo brati, ter število tuljav. 
Koda 02 
Naslednja funkcijska koda je koda z oznako 02, ki je namenjena branju 1 pa do 
2000 diskretnih vhodov iz oddaljene enote. V deklaracijo te kode moramo vključiti 
oznako funkcijske kode, začetni naslov diskretnih vhodov ter število le-teh. 
Koda 03 
Naslednja funkcijska koda je koda z oznako 03, ki je namenjena branju tako 
imenovanih zadrževalnih registrov, v njih so za razliko od prejšnjih dveh shranjeni 
analogni podatki. V deklaraciji podamo funkcijsko kodo, začetni naslov prvega 
zadrževalnega registra ter število le-teh. To je hkrati tudi funkcijska koda katero 
uporabljamo pri naši komunikaciji z polnilcem baterij. 
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Koda 04 
Naslednja funkcijska koda je koda z oznako 04, ki je namenjena branju 1 pa do 
125 sledečih si vhodnih registrov iz oddaljene naprave. V deklaraciji je potrebno 
podati funkcijsko kodo, začetni naslov prvega registra ter število le-teh. 
Koda 05 
Naslednja funkcijska koda je koda z oznako 05, ki je namenjena diskretnemu 
pisanju enega izhoda na oddaljeni napravi. V deklaraciji moramo najprej podati 
funkcijsko kodo. V druge dva bajta zapišemo naslovno območje kamor želimo pisati. 
Če želimo, da se vhod v oddaljeni napravi postavi na 1, moramo v  zadnja dva bajta 
zapisati 0x FF 00, če pa želimo, da se postavi na 0 v registra zapišemo 0x00 00. 
Koda 06 
Naslednja funkcijska koda je koda z oznako 06, ki je namenjena pisanju 
posameznega zadrževalnega registra v oddaljeni napravi. V deklaracijo moramo 
vključiti funkcijsko kodo, naslov registra v katerega želimo pisati ter vrednost, katero 
želimo vanj zapisati. 
Koda 15 
Naslednja funkcijska koda je koda z oznako 15, ki je namenjena pisanju več 
tuljav v oddaljeni enoti hkrati, in sicer jih lahko postavimo na 1 ali na 0. V 
deklaracijo je potrebno vključiti funkcijsko kodo, začetni naslov registra v katerega 
želimo pisati ter število tuljav v oddaljeni enoti. 
Koda 16 
Naslednja in hkrati zadnja funkcijska koda je koda z oznako 16, ki je 
namenjena pisanju analogne vrednosti v več zaporednih registrov v oddaljeni 
napravi. V deklaracijo moramo vključiti funkcijsko kodo, začetni naslov registra, v 
katerega želimo pisati, število registrov ter vrednost, ki jo želimo zapisati. 
3.3.3  Pisanje zahteve polnilcu 
Podatek, ki ga pošljemo polnilcu baterij, je v bistvu zahteva na katero nam 
polnilec odgovori. Pri sestavljanju zahteve je potrebno natančno slediti zgradbi 
paketa, ki ga določa standard MODBUS RTU. V nasprotnem primeru bomo tvorili 
paket, ki ga naš polnilec ne bo razumel ter posledično ne bo odgovora z njegove 
strani. Pri tvorbi takšnih paketov nam je v pomoč funkcijski blok SEND_P2P, ki smo 
ga uporabili tudi pri čitalcu bar kode. Blok nam olajša delo v tej meri, da sam 
pravilno zloži glavo in rep paketa. Zato se z obliko paketa ne ukvarjamo, le z 
njegovo vsebino. Za nas uporabne podatke pridobimo z zahtevo 0xB100.  
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3.3.4  Branje podatkov s polnilca 
Ko smo uspešno poslali zahtevo, nam polnilec odgovori z nizom znakov, ki so 
zapisani v obliki podatkovnega tipa char. Ponovno za branje podatkov z polnilca 
uporabimo funkcijski blok Recieve_P2P, ki nam prebrane podatke zapiše v za to 
namenjen podatkovni blok.  
Nato pa je potrebno iz podatkovnega tipa char, ki predstavlja niz znakov, 
izluščiti za nas koristne informacije. Za nas sta to polnilna napetost ter polnilni tok. 
Te informacije je potrebno pretvoriti v podatkovni tip real, da jih bomo lahko 
uporabljali v krmilniku.  Na sliki 3.10 je predstavljena koda, ki pretvori napetost iz 
podatkovnega tipa char v polnilno napetost podatkovnega tipa real. Najprej je 
potrebno vhodni podatek v našem primeru celotni podatkovni blok skrčiti na točno 
določeno dolžino, ter določiti prvi indeks znotraj podatkovnega bloka, ki nosi za nas 
potrebne podatke. To nam znotraj programskega okolja TIA PORTAL omogoča 
funkcijski blok Chars_TO_Strg. Na vhod z imenom Chars pripeljemo podatkovni 
blok, v katerem so prebrani podatki z polnilca. Z vrednostjo 34 vhodnemu parametru 
pChars povemo, da se znotraj podatkovnega bloka, ki je povezan na vhod Chars, za 
nas prvi uporabni podatek nahaja na indeksu s številko 34. Z nastavitvijo Cnt pa 
nastavimo število znakov, ki jih želimo prebrati. V našem primeru je to 5 znakov. 
Torej, znotraj podatkovnega bloka RCV_DATA_CHARGER.DATA se za nas 
uporabne informacije nahajajo na mestih z indeksom med 34 in 38, na izhodu pa 
dobimo spremenljivko podatkovnega tipa string. 
 
Slika 3.10:  Pretvorba besedila v število 
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Nadalje s funkcijskim blokom STRG_VAL prej ustvarjen podatek tipa string 
pretvorimo v podatkovni tip real, ki je izhod iz tega bloka ter tudi naša želena 
vrednost. Na samem bloku lahko z nastavitvijo FORMAT izbiramo prikaz izhodnega 
podatka. Če je ta parameter nastavljen na 0x0000, je podatek na izhodu definiran s 
piko, če pa ga nastavimo na 0x0001, nam na izhodu prikaže vejico. Prav tako lahko z 
nastavitvijo P nastavljamo s katerim znakom želimo začeti konverzijo. V našem 
primeru je ta podatek nastavljen na 1, kar pomeni, da blok zajame celotni vhodni 
podatek in ga pretvori v številko. 
 
 39 
4  Implementacija vozičkov 
Vseh 19 avtonomnih vozičkov je montiranih v tovarni kjer proizvajajo 
avtomobile. Bolj natančno se nahajajo v delu tovarne kjer še zadnjič pregledajo ter 
testirajo delovanje avtomobila.  
Na lokaciji sta postavljena dva tekoča trakova, vsak pa v dolžino meri približno 
90 m. Prvi tekoči trak je namenjen transportu že dokončanih vozil proti testni progi, 
kjer se testira funkcionalnost vozil, s čimer se prepričajo, da je avtomobil primeren 
za dostavo do kupca. Vsak avtomobil preživi na tekočem traku približno 15 min, pri 
čemer delavci opravijo še zadnji vizualni pregled celotnega vozila. 
Vzporedno s tem trakom je implementiran enak tekoči trak, vendar se vrti v 
nasprotni smeri kot prvi. Namenjen je transportu vozil nazaj na začetek prvega traku, 
kjer ga pripravijo za prevoz do strank. Prav tako na tem tekočem traku posamezni 
avtomobil preživi približno 15 min. Shemo tlorisa obeh tekočih trakov prikazuje 
slika 4.1. 
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Tekoči trak 1Tekoči trak 2
 
Slika 4.1:  Tloris obeh tekočih trakov 
 
Nad drugim tekočim trakom se nahaja naš sistem 19-ih polnilcev, ki je 
namenjen polnjenju avtomobilskih akumulatorjev v času, ko je avtomobil na 
tekočem traku. Vsak polnilec se na začetku poti sinhronizira s hitrostjo traku ter se 
povsem avtonomno giblje skupaj z avtomobilom. Ko doseže konec traku, in ko 
delavec sname polnilne priključke z obeh polov akumulatorja, se voziček s povečano 
hitrostjo vrne na začetni položaj. Maksimalno število avtomobilov, ki so lahko hkrati 
na traku je 15, avtonomnih vozičkov pa je, z upoštevanja povratne hitrosti le-teh ter 
zagotavljanju nemotenega delovanja, 19. Slika 4.2 prikazuje tloris drugega tekočega 
traku z implementiranim sistemom avtonomnih polnilcev. 
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Slika 4.2:  Tekoči trak z sistemom avtonomnih vozičkov 
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4.1  Zgradba posameznega vozička 
Posamezni avtonomni voziček sestavljajo: 
• krmilnik Siemens S1215, 
• polnilec akumulatorjev ATEQ, 
• čitalec bar kode VAHLE, 
• optični senzor in 
• priključna omara z varovalkami. 
Vsak voziček vsebuje krmilnik, ki ga nadzoruje, komunicira s centralnim 
krmilnikom ter z vsako komponento posebej. Za komunikacijo s polnilcem 
potrebujemo komunikacijski modul Siemens CM1214 RS232, za komunikacijo s 
čitalcem bar kode potrebujemo komunikacijski modul Siemens CM1214 RS485, 
krmilnik pa že ima vgrajen priključek RJ45, ki ga potrebujemo za povezavo preko 
protokola Profinet. Polnilec akumulatorjev skrbi za polnjenje baterij, medtem, ko je 
čitalec bar kode potreben za natančno določitev pozicije, optični senzor pa 
preprečuje neželen nalet vozička v voziček pred sabo. V električni omarici so 
implementirani krmilnik z moduli, varovalke ter polnilec. 
 
4.2  Izmenjava podatkov s centralnim krmilnim sistemom 
Voziček je praviloma avtonomen, vendar pa za pravilno delovanje še vedno 
potrebuje komunikacijo s centralnim krmilnikom.  
Centralni krmilnik je implementiran ob strani prvega tekočega traku. V njem je 
krmilnik Siemens S319 F-3, ki skrbi za nemoteno delovanje tekočih trakov, hkrati pa 
na vseh 19 vozičkov pošilja informacije, katere vozički potrebujejo za pravilno 
delovanje. Ker sta trakova ter sistem polnilcev povezana, je s stališča varnosti nujno, 
da se celotni sistem polnilcev in tekočih trakov ustavi v primeru kritične napake 
katerega koli elementa. Za to je komunikacija med njimi nujna. Prav tako centralni 
sistem sporoča nastavljene delovne hitrosti, prikazuje delovanje vseh polnilcev ter 
morebitne napake. Na sliki 4.3 je predstavljena izmenjevalna tabela med centralnim 
krmilnikom ter enem izmed avtonomnih vozičkov. Vsi signali, katerih naslov se 
začne s črko Q predstavlja izhode iz krmilnika S1200, signali kateri, pa se začnejo z I 
pa so signali, ki pridejo iz centralnega krmilnika na vhode od krmilnika vozička. 
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Slika 4.3:  Izmenjevalna tabela  
 
4.3  Pozicioniranje 
Avtonomni voziček svojo pozicijo določa glede na prebrano bar kodo, ki je 
nameščena na krožnem vodilu. Krožno vodilo je nameščeno nad tekočim trakom, ter 
vsebuje izmenično napajanje 230 V za vse vozičke, ki se nahajajo na njem. 
Napajanje z izmenično napetostjo je izvedeno predvsem zaradi praktičnosti izvedbe 
ter zaradi boljše stabilnosti omrežja. Posamezni voziček potrebno napajanje pridobi 
preko drsnih ščetk, katere se dotikajo samega vodila. Ker vsa oprema,  razen dovoda 
frekvenčnega pretvornika, znotraj priključne omarice vozička potrebuje enosmerno 
napajanje, je v samo omarico vključen tudi 24 V napajalnik. Sama bar koda vsebuje 
kodirane vrednosti, ki se začnejo z 0 mm, končajo pa z 200000 mm. Medtem ko 
voziček kroži po vodilu, čitalec bar kode prebira bar kodo ter pozicijo javlja 
krmilniku, ki jo potem ustrezno obdela ter uporabi za pozicioniranje. 
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4.3.1  Bar koda 
Bar koda je kvadratna oziroma pravokotna slika, ki je sestavljena iz serij črno-
belih črt. Poznamo dve različni vrsti teh kod in sicer enodimenzionalno  ter 
dvodimenzionalno. Slika 4.4 na levi strani prikazuje enodimenzionalno, na desni pa 
dvodimenzionalno bar kodo [8]. 
 
Slika 4.4:  Bar kodi 
 
Za enodimenzionalne kode je značilno, da so sestavljene iz paralelnih črnih črt, 
med katerimi je bel prostor. Ta izvedba je izredno preprosta ter se večinoma 
uporablja v različnih skladiščih, za hitro identifikacijo izdelkov. Izredno priročna pa 
je za uporabo v trgovinah kjer se cene hitro spreminjajo. Sistem deluje tako, da se na 
nekem centralnem sistemu shranjuje podatkovna baza vseh izdelkov, na samem 
izdelku, pa je z različnimi razmaki med črnima črtama zakodirana koda, ki nas vodi 
do tega izdelka v bazi. Na primer, da se neka cena izdelka zviša, lahko to podražitev 
opravimo v bazi podatkov, medtem ko fizično kode na izdelkih ostanejo enake. 
Dvodimenzionalne bar kode, kot že ime pove, vsebujejo dve dimenziji, ki ju 
sestavlja matrika pik, kvadratkov ter pravokotnikov pravilnih in nepravilnih oblik. V 
tem primeru so podatki kodirani vodoravno in navpično. Prav tako lahko 
dvodimenzionalna bar koda v sebi hrani veliko več podatkov, kot enodimenzionalna. 
Dandanes se take kode uporabljajo v marketingu, označevanju hitrih povezav na 
neko spletno stran ter kot v našem primeru kodiranju pozicije.[8] 
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4.3.2  Razdelitev con delovanja 
Ker imamo več različnih načinov delovanja našega vozička, je bilo smiselno 
razdeliti celotno delovno območje na več območij delovanja. Konkretno imamo 
definiranih šest delovnih območij in sicer: 
• območje starta, 
• delovno območje, 
• območje ustavitve, 
• območje obračanja na koncu traku, 
• območje vračanja ter 
• območje obračanja na začetku traku. 
 
Slika 4.5 prikazuje razdelitev celotnega delovnega območja na manjše cone. 
Programsko je zakodirano, da se, ko je voziček v določeni coni postavi tako 
imenovani conski bit. Označeni so z oznakami od Z1 pa do Z6. Na primer, da 
voziček pride v cono 1, se postavi conski bit Z1. Ko pa iz te cone odide, pade bit Z1 
nazaj na 0.  
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Z1
Z2
Z3
Z4
Z5
Z6
 
Slika 4.5:  Razdelitev v delovne cone 
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Namen posameznih con: 
• Z1 - območje starta je namenjeno sinhronizaciji hitrosti vozička ter 
hitrosti tekočega traku, 
• Z2 -  delovno območje je območje, kjer voziček sledi avtomobilu, ter 
polni njegov akumulator, 
• Z3 – območje ustavljanja predstavlja območje, kjer se preveri ali so 
polnilni kabli odklopljeni iz akumulatorja, 
• Z4 – območje obračanja na koncu traku, kjer se voziček z v naprej 
določeno hitrostjo polkrožno obrne, 
• Z5 – območje vračanja – v tem območju se voziček vrača vzdolž traku 
proti območju Z6 s povečano hitrostjo ter 
• Z6 – območje obračanja na začetku traku, ki je namenjeno zmanjšanju 
visoke hitrosti ter polkrožnemu obračanju, kjer voziček zapelje spet v 
območje starta. 
 
Območje starta 
Območje z oznako Z1 je območje, v katerem se hitrost avtonomnega vozička 
sinhronizira s hitrostjo tekočega traku. Da se prepričamo, da je voziček res na 
pravem mestu, imamo v programu implementiranih kar nekaj varnostnih 
mehanizmov. Fizično je na mestu cone 1 postavljena fotocelica, ki služi preverjanju 
pozicije vozička. Najprej moramo torej zagotoviti, da se voziček ustavi na pravem 
mestu. Če imamo postavljen conski bit Z1 in fotocelica ni aktivirana, to pomeni, da 
se voziček ni ustavil na pravem mestu, zato generiramo napako neujemanja pozicije 
v coni 1.  
Naslednje preverjanje pozicije izvedemo tako, da prav tako gledamo, če je 
conski bit Z1 postavljen na 1 in imamo pulz, ki ga preko protokola Profinet dobimo 
iz centralnega krmilnika. Če sta oba pogoja izpolnjena, postavimo tudi ta pogoj za 
štart vozička. Ker pa je ta pogoj uporabljen v skupni avtorizaciji za delovanje 
celotnega vozička, moramo poskrbeti tudi, da je pogoj izpolnjen vedno, kadar se 
voziček nahaja v ostalih conah. 
Zaradi fleksibilnosti celotnega sistema, je začetna pozicija štart cone 1 
programsko nastavljiva, in sicer le-to določimo na centralnem krmilnem sistemu. 
Zato moramo programsko določiti območje, v katerem se naš voziček lahko giblje, 
da mu še vedno lahko pripišemo, da je v štart coni. Primer takega izračuna prikazuje 
slika 4.6. Dejansko vzamemo pozicijo začetne coni, ki jo dobimo iz centralnega 
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krmilnika ter ji enkrat prištejemo, drugič, pa odštejemo neko vrednost in s tem 
ustvarimo območje. V našem primeru smo ustvarili območje ± 20 cm.  
 
Slika 4.6:  Izračun limit cone 1 in cone 3 
 
S funkcijskim blokom IN_RANGE to območje uporabimo. Ta blok mora 
delovati samo takrat, kadar je bralnik bar kode brez napak. Na vhod MIN, pripeljemo 
prej izračunano spodnjo limito, na vhod MAX pa prej izračunano zgornjo limito. Na 
vhod označen z VAL pripeljemo podatek o dejanski poziciji iz bralnika bar kode. 
Vse to prikazuje slika 4.7. Na tej sliki lahko v desnem delu vidimo tudi kako se 
zapiše conski BitZ1. 
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Slika 4.7:  Izračun območja cone 1 
 
 
Delovno območje 
Območje z oznako Z2 predstavlja območje, v katerem avtonomni voziček sledi 
hitrosti tekočega traku. Tu voziček potuje z enakomerno hitrostjo, ki jo regulira PI 
regulator. Za razliko od cone 1 za to cono ne potrebujemo preračunavanja in 
preverjanje pozicije, saj se voziček, ko zapusti štart cono, avtomatsko znajde v 
delovni coni 2.  
Prav tako za to cono ne potrebujemo izračunov limit, saj za spodnjo limito 
vzamemo kar zgornjo limito cone 1, za zgornjo limito na vzamemo minimalno limito 
cone 3. Tako smo lahko prepričani, da se voziček nahaja v pravi coni. 
 
Območje ustavljanja 
Območje z oznako Z3 je območje, v katerem se avtonomni voziček bodisi 
ustavi ob pogoju, da so priključne polnilne sponke varno pospravljenje, bodisi 
nemoteno brez ustavljanja nadaljuje pot v naslednjo cono. Da pa se prepričamo ali so 
priključne polnilne sponke res na pravem mestu, ter da se bo polnilec ustavil na 
pravem mestu, imamo v programu implementiranih kar nekaj varnostnih 
mehanizmov. Fizično je na mestu cone 3 postavljena fotocelica, ki služi preverjanju 
pozicije vozička, hkrati pa polnilec omogoča zaznavanje pozicije priključnih 
polnilnih sponk. Javi nam ali so priključne sponke v uporabi ali pa so varno 
pospravljene na svojem mestu. Najprej moramo torej zagotoviti, da se voziček ustavi 
na pravem mestu.  
Če imamo postavljen conski bit Z3 in fotocelica ni aktivirana, to pomeni, da se 
voziček ni ustavil na pravem mestu, zato generiramo napako neujemanja pozicije v 
coni 3.  
Naslednje preverjanje pozicije pa izvedemo tako, da prav tako gledamo, če je 
conski bit Z3 postavljen na 1 in imamo priključne polnilne kable varno pospravljene, 
Če sta oba pogoja izpolnjena postavimo tudi ta pogoj za štart vozička iz ustavitvene 
cone. Če sta pogoja izpolnjena med tem, ko so voziček še premika, se voziček ne 
ustavi in nadaljuje svojo pot.  
Ker pa je ta pogoj uporabljen v skupni avtorizaciji, moramo za delovanje 
celotnega vozička poskrbeti tudi, da je pogoj izpolnjen vedno, kadar se voziček 
nahaja v ostalih conah. 
Zaradi fleksibilnosti celotnega sistema, je začetna pozicija štart cone 3, 
programsko nastavljiva, in sicer le-to določimo na centralnem krmilnem sistemu. 
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Zato moramo programsko določiti območje, v katerem se naš voziček lahko giblje, 
da mu še vedno lahko pripišemo, da je v coni 3. Podobno kot pri začetni coni tudi 
tukaj vzamemo pozicijo ustavitvene cone, ki jo dobimo iz centralnega krmilnika ter ji 
enkrat prištejemo, drugič, pa odštejemo neko vrednost in s tem ustvarimo območje. 
V našem primeru smo ustvarili območje ± 20 cm.  
S funkcijskim blokom IN_RANGE to območje uporabimo. Ta blok mora 
delovati samo takrat, kadar je bralnik bar kode brez napak. Na vhod MIN pripeljemo 
prej izračunano spodnjo limito, na vhod MAX pa prej izračunano zgornjo limito. Na 
vhod označen z VAL pa pripeljemo podatek o dejanski poziciji iz bralnika bar kode.  
 
Območje obračanja na koncu traku 
Območje z oznako Z4 je namenjeno obračanju vozičkov na koncu tekočega 
traku. Tu imamo za razliko od prejšnjih con fiksno določeno hitrost obračanja. 
Posebnih pogojev, s katerimi bi preverjali pozicijo, ni, seveda pa ravno tako kot prej 
območje obračalne cone 4 določimo s funkcijskim blokom IN_RANGE. Za 
minimalno vrednost vzamemo maksimalno limito iz cone 3, za maksimalno vrednost 
limite pa v tem primeru za razliko od prejšnjih con uporabimo fiksno vrednost, ki jo 
določimo z pomočjo bralnika bar kode. 
 
Območje vračanja 
Območje z oznako Z5 je namenjeno vračanju vozičkov z veliko hitrostjo nazaj 
proti začetni poziciji. Prav tako tudi v tej coni nimamo pogojev, s katerimi bi 
natančno preverjali pozicijo. Ravno tako pa z blokom IN_RANGE ustvarimo 
območje te cone, pri tem pa ji obe limiti določimo s pomočjo čitalca bar kode. 
 
Območje obračanja na začetku traku 
Območje z oznako Z6 je namenjeno obračanju vozičkov na začetku tekočega 
traku. Tu imamo, podobno kot v coni 4, fiksno določeno hitrost obračanja. Posebnih 
pogojev, s katerimi bi preverjali pozicijo ni, seveda pa ravno tako kot prej območje 
obračalne cone 6 določimo s funkcijskim blokom IN_RANGE. Za minimalno 
vrednost vzamemo maksimalno limito iz cone 5, za maksimalno vrednost limite pa v 
tem primeru uporabimo spodnjo limito iz štart cone 1. 
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4.4  Polnilec baterij 
Polnilec ATEQ je integriran v vsak voziček posebej. Lahko bi rekli, da je celo 
glavni element celotnega vozička. Ravno polnilec je tista naprava, ki bo dejansko v 
stiku z avtomobili na traku. Za polnjenje akumulatorjev je na voljo komplet kablov, 
ki vsebuje pozitivno in negativno sponko. Te sponke operater na začetku tekočega 
traku priključi na pozitivni in negativni pol akumulatorja. Vezje znotraj polnilca 
uravnava polnilni tok, napetost pa je približno konstantna nekje na 15,1 V. 
4.4.1  Polnjenje akumulatorja 
Polnjenje baterij je v splošnem sestavljeno iz dveh faz. Faza 3 pa se izvede, če 
želimo akumulator dlje časa hraniti. Če želimo akumulator pravilno napolniti, 
moramo najprej izvršiti prvo nato pa še drugo fazo polnjenja. Spodaj opisan princip 
polnjenja velja za skoraj vse standardne tipe baterij, na primer svinčen akumulator v 
avtomobilu.  
 
Faza 1 
V tej fazi polnjenja se akumulator nahaja 80 % vsega časa polnjenja. Prav tako 
se akumulator v tej fazi napolni do maksimalno 80 % svoje kapacitete. Prazna 
baterija ima na začetku polnjenja nekje malo čez 12 V. Tekom te faze polnjenja pa se 
mu napetost počasi viša. V tem primeru mora polnilec zagotoviti kar se da visok 
polnilni tok, vendar pa ne sme prekoračiti meje 25 % nazivne kapacitete 
akumulatorja. Na primer, če imamo akumulator kapacitete 100 Ah, ga v tej fazi 
lahko polnimo z maksimalno 25 A. Ker se med takim polnjenjem akumulator zelo 
segreje, je potrebno spremljati tudi temperaturo. Ta ne sme prekoračiti meje 51 °C. 
 
Faza 2 
Naslednja faza je faza konstantnega polnjenja. V tem primeru polnilec drži 
konstantno napetost, nekje med 14 in 15 V, medtem pa zmanjšuje polnilni tok. Bolj 
kot je akumulator poln, manjši je ta tok. Ta faza predstavlja ostalih 20 % polnjenja 
akumulatorja. Tako polnjenje lahko traja kar nekaj časa. 
 
Faza 3 
V tej fazi, se polnilna napetost spusti med 13 in 13,8 V, ki predstavlja varno 
napetost, kateri je akumulator lahko izpostavljen dolgo časa. Polnilni tok je 
nastavljen na 1 % nazivne kapacitete akumulatorja. 
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Izračun polnilnega časa 
Za približni izračun časa, ki je potreben, da poljubno poln akumulator 
popolnoma napolnimo, se poslužujemo enačbe (4.1): 
 𝑇 =  
𝑄
𝐼
 (4.1) 
pri čemer se Q izračuna z enačbo(4.2), I pa z enačbo(4.3): 
 𝑄 = 𝑄𝑛𝑎𝑧 ∗ 𝑘 (4.2) 
 𝐼 = 0,9 ∗ 𝐼𝑛𝑎𝑧 (4.3) 
𝑄𝑛𝑎𝑧, predstavlja nazivno kapaciteto akumulatorja, 𝑘 predstavlja odstotek 
izpraznjenosti le tega, Inaz pa predstavlja nazivni tok polnilca. 
Na primer, če imamo akumulator s kapaciteto 100 Ah, ki je 70 % poln in polnilec z 
nazivnim tokom 50 A in želimo izračunati predvideni čas polnjenja. Pri tem se 
sklicujemo na enačbe (4.1), (4.2) in (4.3) 
 𝑄 = 100 𝐴ℎ ∗ 30% = 30 𝐴ℎ (4.4) 
 𝐼 = 0,9 ∗ 50 𝐴 = 45 𝐴 (4.5) 
 𝑇 =  
30 𝐴ℎ
45 𝐴
= 0,66 ℎ = 49 min (4.6) 
Z enačbo (4.6) smo izračunali predvideni čas polnjenja akumulatorja in kot rezultat 
dobili čas 49 min. Potrebno je poudariti, da naš sistem avtonomnih vozičkov, ni 
namenjen celotnemu polnjenju akumulatorjev, ampak je namenjen samo dopolnitvi 
posameznega akumulatorja. Na začetek tekočega traku prihajajo avtomobili z že 
napolnjenim akumulatorjem. Naš sistem pa jih samo dopolni, da se akumulator med 
prevozom do strank nebi popolnoma izpraznil. Vse tri faze polnjenja, pa predstavlja 
tudi slika 4.8 [9]. 
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Slika 4.8:  Faze polnjenja akumulatorja 
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4.5  Vodenje motorja 
Vsak avtonomni voziček ima na sebi montiran motor moči 400 W in 
frekvenčni pretvornik proizvajalca Schnider Electric, ki ta motor krmili.  S pomočjo 
krmilnika se ta frekvenčni pretvornik programsko prižiga, ugaša, nastavlja pa se mu 
tudi hitrost, s katero se bo gibal, od njega pa na krmilnik dobimo povratno 
informacijo o delovanju in o napaki. 
4.5.1  Pogoji za delovanje vozička 
Če želimo, da naš avtonomni voziček varno obratuje moramo pri načrtovanju 
vodenja upoštevati vse varnostne pogoje ter predvideti vse nevarnosti, ki se lahko 
zgodijo. Če tega ne naredimo pravilno, lahko pride do poškodb opreme, avtomobilov 
ali pa celo delavcev. Načrtovanje vodenja se v grobem deli na več manjših delov v 
programu, kjer se upoštevajo vse možne situacije, nato pa se jih na koncu združi v 
varnostne pogoje za vklop motorja. 
 
Zbiranje vseh napak 
Pri vodenju našega vozička moramo upoštevati: 
• vse napake, ki se tičejo čitalca pozicije, 
• vse napake, ki se tičejo polnilca baterij, 
• napako motorja, ki nam jo javi frekvenčni pretvornik, 
• napako komande, 
• napako ozemljitve in 
• napako odklopnika. 
 
Napake, ki se nanašajo na čitalec pozicije se pojavijo v primeru, da s čitalcem 
bar kode nekaj ni v redu, je prišlo do izpada komunikacije med krmilnikom ter 
čitalcem, bar koda ni berljiva, je voziček v napačni coni ali pa se je pojavilo 
neujemanje med nastavljeno začetno cono ter aktualno pozicijo vozička. Vse te 
napake so združene v eno skupno napako, ki se potem naprej uporablja v programu. 
V primeru, da pride do katere koli prej omenjene napake, se skupinski bit napake 
pozicije postavi na 1. Primer združitve napak prikazuje slika 4.9. 
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Slika 4.9:  Združene napake 
 
Napaki, ki se nanašata na polnilec baterij sta napaka napajalnika polnilca ter 
izpad komunikacije med krmilnikom ter polnilcem. Ravno tako, kot v prejšnjem 
primeru, sta tudi tukaj napaki združeni v eno skupno napako. V primeru, da  se 
sproži napaka komunikacije ali pa se sproži napaka izpada krmilne napetosti se 
skupni bit napake polnilca postavi na 1. 
Napaka motorja je napaka, ki nam signalizira okvaro frekvenčnega pretvornika 
ali pa okvaro motorja. V primeru, da se na vhodu pojavi napaka motorja, se generira 
napaka motorja, ki je nato uporabljena v združenih napakah motorja. 
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Napaka komande je napaka, ki nam signalizira napačen vklop motorja. Tukaj 
lahko pride do dveh različnih scenarijev. V prvem se nam lahko zgodi, da dobimo 
ukaz za vklop motorja medtem, ko motor nima pogojev za delovanje. V drugem 
primeru pa da motor deluje, mi pa nimamo ukaza za delovanje. Seveda pa je treba 
upoštevati, da so v stanju zagona in ustavitve motorja pogoji za izpolnitev te napake 
izpolnjeni za nek kratek čas. Zato v kodo vključimo zakasnitev 10 s. Torej v 
proceduri zagona in ustavitve se nam napaka ne bo prikazovala, če pa pride do prave 
napake, ki bo trajala več kot 10 s, pa se nam bo izpisala napaka. Primer take kode je 
podan na sliki 4.10 
Slika 4.10:  Napaka vklopa motorja 
V elektro omarici na vozičku so nameščeni tudi varovalni elementi, ki ščitijo 
vodnike pred prevelikim tokom, kar bi lahko povzročilo požar. Varovalni elementi so 
odklopnik frekvenčnega pretvornika, odklopnik polnilca akumulatorjev, odklopnik 
napajanja ter element, ki preverja prisotnost ozemljitve. Vsi varovalni elementi so 
opremljeni tudi s pomožnima kontaktoma, ki sta neposredno povezana na krmilnik in 
nam v primeru, da je varovalka izklopila tokokrog ali pa je iz katerega koli razloga 
varovalka padla v mirovno stanje, na krmilnik javi napako. Tak kontakt na 
varovalnem elementu mora biti obvezno vezan kot normalno odprt kontakt. Razlog 
za to je sila preprost. Na primer, če bi imeli varovalko, katera bi imela normalno 
zaprt kontakt to pomeni, da ko bi bil odklopnik v delovnem stanju, bi na krmilnik 
dobili logično 0. V primeru pojava napake bi na krmilnik dobili logično 1. Vendar pa 
je ta logična 1 lahko dvomljiva, saj ne vemo ali je napako povzročil prevelik tok ali 
se je mogoče kabel pretrgal ali pa je mogoče napravo zajel požar. Če pa imamo na 
varovalki normalno odprt kontakt, dobimo logično 0 na krmilnik vedno, kadar se 
zgodi kar koli, kar bi lahko škodilo našem sistemu. 
4.5  Vodenje motorja 57 
 
Potrebno je poudariti tudi, da so vse napake, ki so generirane v programu 
narejene po principu samodržne vezave. Torej, ko se napaka enkrat pojavi, jo je 
potrebno resetirati, vse do takrat pa bo napaka prisotna. Po tem, ko smo vzrok napake 
odpravili, lahko vse napake resetiramo z gumbom RESET NAPAK, ki se nahaja na 
centralnem krmilnem sistemu.  
 
Varnost 
V že prej omenjen manjši del kode definitivno spada varnost motorja. V tem 
delu kode združimo vse pogoje, kateri morajo biti izpolnjenji za varno delovanje 
vozička. Če kateri koli od pogojev ni izpolnjen, se voziček v avtomatskem načinu 
delovanja ne bo premaknil. V ročnem načinu imamo nekoliko več svobode, saj s 
preklopom v ročni način upravljanja vozička premostimo nekatere varnostne pogoje, 
kot so na primer neujemanje nastavljene ter aktualne pozicije. Seveda pa morajo še 
vedno biti prisotni vsi pogoji za varno premikanje motorja, kot so vse že prej 
omenjene napake, ki se tičejo motorja. 
 
V avtomatskem načinu delovanja, morajo biti izpolnjeni naslednji pogoji: 
• ne smemo imeti združene napake bralnika pozicije, 
• moramo imeti pogoj za start ter pogoj za ustavitev, 
• iz centralnega krmilnega sistema pridobimo informacijo o delovanju 
celotnega sistema brez napak, 
• ne smemo imeti združene napake motorja ter 
• optični senzor naleta ne sme biti aktiviran. 
 
Avtorizacija 
Naslednji kos kode v programu predstavlja avtorizacija. Tu so združeni pogoji 
za delovanje, ki se tičejo izbire načina delovanja. Kot pogoj, v avtomatskem načinu 
delovanja, moramo imeti ukaz za avtomatsko delovanje ter avtorizacijo za 
avtomatsko delovanje, ki jo pošlje centralni krmilni sistem, poleg tega pa fotocelica, 
ki nadzoruje območje pred vozičkom ne sme biti aktivirana. Voziček torej ne sme 
biti preblizu vozičku pred seboj.  
Kot pogoj za ročno krmiljenje vozička sta potrebna samo ukaz za ročni način 
delovanja ter stanje preklopnika na ročnem načinu, ki ju zagotovi centralni krmilni 
sistem. 
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Start motorja 
Za start motorja potrebujemo izpolnjena dva pogoja. Prvi pogoj je, da imamo 
izpolnjene vse varnostne pogoje za delovanje vozička, kot drug pogoj pa moramo 
imeti avtorizacijo. Ko sta oba pogoja izpolnjena, se voziček lahko začne gibati, kar 
pomeni, da se motor avtonomnega vozička prižge. Kljub vsem izpolnjenim pogojem 
pa se voziček v tej fazi še ne premika. 
4.5.2  Nastavitev hitrosti avtonomnega vozička 
Še zadnji pogoj, ki ga moramo imeti, da bi se voziček začel premikati je 
nastavitev hitrosti. Hitrosti se nastavljajo glede na cono, v kateri se avtonomni 
voziček nahaja. Kadar smo v delovnih conah Z1, Z2 ali Z3 za regulacijo hitrosti 
skrbi regulator, kadar pa se nahajamo v conah Z4, Z5 ali Z6 je avtonomni voziček 
deležen prednastavljene hitrosti. Na sliki 4.11 je predstavljena koda, s katero se 
nastavi hitrost avtonomnega vozička glede na cono v kateri se nahaja. 
 
Slika 4.11:  Nastavitve hitrosti vozička 
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V zgornjem delu slike je predstavljena nastavitev hitrosti vozička, kadar je le-ta 
v delovnih cona Z1, Z2 in Z3. Iz krmilnega sistema dobimo želeno hitrost, s katero 
želimo, da voziček sledi avtomobilu na tekočem traku, hkrati pa je to tudi hitrost 
tekočega traku. Tej vrednosti prištevamo oziroma odštevamo hitrost, ki nam jo na 
izhod daje regulator hitrosti. V idealnih razmerah, bi bila hitrost vozička in traku 
usklajena, izhod regulatorja bi bil enak 0, željena hitrosti pa bi se neposredno 
preslikala na izhod motorja. Ker pa temu ni tako, je potrebna nenehna korekcija 
hitrosti, da se zagotovi pravilno delovanje. Seštevek želene ter korigirane vrednosti 
se zapiše v splošno spremenljivko za nastavitev hitrosti, ki se nato prepiše iz 
vrednosti od 0 do 100%  v vrednosti, ki jih pričakuje analogni izhod preko katerega 
motorju sporočamo našo želeno hitrost, in sicer od 0 pa do 27648. To naredimo s 
pomočjo kode na sliki 4.12. 
 
Slika 4.12:  Skaliranje izhodne hitrosti 
Razlog zaradi katerega uporabljamo tak sistem regulacije hitrosti tiči predvsem 
v stabilnosti sistema. Če bi neposredno na regulator priključili motor, bi ta lahko s 
procesom upravljal čisto po svoji volji. Lahko bi se zgodilo, da bi v nekem trenutku 
vozičku podal maksimalno hitrost, ki jo regulator lahko daje na izhod, pri čemer bi se 
voziček odzval z naglim pospeševanjem. V nekem drugem trenutku bi lahko 
regulator na izhod poslal najnižjo vrednost hitrosti, kar bi pri vozičku sprožilo naglo 
zaviranje. Zaradi teh razlogov smo se poslužili konfiguracije, ki je prikazana na sliki 
4.13. V tej konfiguraciji regulator uporabljamo kot korektor hitrosti, ne pa kot glavni 
člen, ki neposredno nadzoruje hitrost motorja. Regulatorju nastavimo maksimalno ter 
minimalno vrednost hitrosti, ki jo lahko da na izhod. Ta se nato prišteje hitrosti, ki jo 
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dobimo iz centralnega krmilnega sistema. S tem posegom postane sistem veliko bolj 
zanesljiv ter stabilen. 
PI regulator 
hitrosti
Korekcija hitrosti
Dejanska hitrost
Željena hitrost
Hitrost
Izhodno skaliranje 
hitrosti
Seštevek željene in 
korigirane hitrosti
 
Slika 4.13:  Vodenje hitrosti motorja 
 
Kadar se voziček nahaja izven delovnih con, se hitrost, ki je že v naprej 
določena, prepiše v isto splošno spremenljivko za nastavitev hitrosti, ki se potem 
prepiše iz vrednosti od 0 pa do 100 % v vrednosti od 0 pa do 27648. Kadar voziček 
ne deluje, se mu v to isto spremenljivko prepiše vrednost 0. S tem se prepričamo, da 
če po nekem spletu dogodkov motor dobi avtorizacijo in varnost ter se vklopi, se 
voziček ne premakne, ker je njegova želena hitrost nastavljena na 0 mm/s. 
4.5.3 Regulator hitrosti 
Za korekcijo hitrosti vozička smo uporabili proporcionalno integrirni (PI) 
regulator. Tak regulator je že del programskega paketa TIA PORTAL. Funkcijski 
blok, ki je bil uporabljen se imenuje PID_Compact. Potrebno je poudariti, da 
regulator potrebuje svoj organizacijski blok, ki se kliče periodično s fiksno časovno 
periodo, ki je našem primeru 100 ms. V osnovi je to PID regulator, ki pa ga lahko 
nastavimo tudi samo kot PI regulator. Blok regulatorja predstavlja slika 4.14. 
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Slika 4.14:  Blok regulatorja hitrosti 
Nastavitev regulatorja 
Programsko okolje TIA PORTAL znotraj programskega pakete ponuja 
program, ki omogoča enostavno nastavljanje regulatorja.  
Najprej izberemo tip regulatorja ter enoto. V našem primeru smo izbrali hitrost 
v mm/s ter izbrali možnost, da se po ponovnem zagonu krmilnika regulator takoj 
preklopi v avtomatski način delovanja. 
Nato je bilo potrebno izbrati vhodna parametra, in sicer želeno hitrost ter 
trenutno hitrost. Kot želeno hitrosti smo na vhod pripeljali hitrost, ki jo dobimo s 
centralnega krmilnega sistema. Za trenutno hitrost pa smo na vhod pripeljali trenutno 
hitrost vozička. 
Pod nastavitvami procesnih vrednosti smo nastavili minimalno ter maksimalno 
vrednost, ki jo lahko doseže naš voziček. V našem primeru smo se omejili na 
območje med 0 ter 120 mm/s ter onemogočili skaliranje vhodne vrednosti. 
Pod zavihkom napredne možnosti, smo najprej kot tip regulatorja izbrali PI 
regulator, nato pa nastavili maksimalno ter minimalno vrednost, ki jo lahko regulator 
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pošlje na izhod. Ta vrednost je znašala ± 5 mm/s, hkrati pa smo nastavili, da se v 
primeru napake na izhod regulator pošlje hitrost 0 mm/s. 
Ko so bili parametri nastavljeni, smo regulator vključili v program ter ob 
prisotnosti vseh pogojev zagnali najprej grobo nato pa še fino nastavljanje 
parametrov regulatorja. Glede na naše potrebe so nam rezultati grobe ter fine 
nastavitve regulatorja, ki ga programska oprema izvede avtomatsko, več kot 
zadoščale. Zaradi tega dodatno nastavljanje ni bilo potrebno. Po končani nastavitvi 
smo avtonomni voziček tudi preizkusili.  
 
4.5.4  Signalizacija 
Na samem vozičku je implementirana tudi signalizacija delovanja ter napake. 
Signalizacija je implementirana v obliki rdeče in zelene luči, ki je pritrjena na 
vozičku. Glede na stanje sistema je funkcija obeh luči različna. Izgled signalizacije 
prikazuje slika 4.15. 
 
 
Slika 4.15:  Signalizacija 
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Opis delovanja zelene luči 
Zelena luč nam v splošnem javlja delovanje sistema. Ta luč gori vedno in samo 
takrat, kadar je sistem brez napak. Poznamo 3 različne načine delovanja, ki imajo 
vsak svoj pomen: 
 
• Zelena luč konstantno sveti. To se zgodi v primeru, ko ne dobimo 
povratne informacije o delovanju motorja, imamo pa varnostne pogoje 
za krmiljenje motorja. Ta način delovanja torej javlja, da je avtonomni 
voziček brez napak ter pripravljen za uporabo. 
• Zelena luč utripa s frekvenco 1 Hz takrat, ko imamo povratno 
informacijo o delovanju motorja. Ta način delovanja torej javlja, da je 
avtonomni voziček v delovanju. 
• Zelena luč utripa z frekvenco 5 Hz takrat, kadar nimamo združenih 
napak motorja,  združenih napak bralnika pozicije ter prav tako nimamo 
napake varnostnih pogojev za delovanje. Ta način torej javlja, da je 
sistem sicer brez napak, nima pa ukaza za štart. 
 
Opis delovanja rdeče luči 
Rdeča luč nam v splošnem javlja napako v delovanju. Glede na funkcijo 
ločimo dva različna načina delovanja. Vsak način pa ima svoj pomen: 
 
• Rdeča luč sveti v primeru, da imamo napako bralnika pozicije, imamo 
postavljen bit za združene napake motorja ali pa nimamo informacije o 
varnosti celotne cone, ki nam jo zagotovi centralni krmilni sistem. 
• Rdeča luč utripa z frekvenco 1 Hz takrat, kadar se nam pojavi napaka 
polnilca baterij. 
 
Napake so razdeljene na dva dela, in sicer na napake, ki neposredno vplivajo 
na delovanje in premikanje vozička, ter na napake, ki za delovanje niso bistvene. 
 Med kritične napake za delovanje sistema spadajo napake bralnika pozicije, 
napake motorja ter informacija o varnosti celotne cone. Na primer, če bi se bralnik 
pozicije pokvaril, in napaka le-tega ne bi bila definirana kot kritična, bi lahko 
povzročili veliko škode, saj v primeru odpovedi bralnika bar kode krmilnik in 
posledično regulator ne dobita informacije o trenutni poziciji. Iz tega sledi, da se 
aktualna hitrost ne izračunava več. Vse skupaj bi vodilo v resnejše poškodbe 
celotnega sistema. V takem primeru se celotni proces ustavi. 
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Po drugi strani pa napake, ki neposredno ne vplivajo na vodenje vozička s 
svojo aktivacijo, ne ustavijo celotnega procesa, ampak nas samo opozorijo na 
nepravilno delovanje. Na primer, če bi se pokvaril polnilec baterij in bi zaradi tega 
ustavili celotno linijo, bi naredili nepotreben zastoj vseh ostalih polnilcev, ki delujejo 
brezhibno. Seveda se akumulator, ki bi ga polnil ta polnilec ne bi napolnil, ampak to 
je majhna žrtev, glede na pretočnost in delovanje celotnega sistema. 
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5  Sklep 
Naloga programiranja avtonomnih vozičkov, ki so namenjeni polnjenju 
avtomobilskih akumulatorjev, se mi je predvsem zaradi nepoznavanja 
komunikacijskih protokolov, programskega okolja ter celotnega sistema sprva zdela 
zelo zahtevna. Vendar sem predvsem zaradi mojega navdušenja nad tovrstno 
tematiko vzel to kot izziv, ki se je v nadaljevanju izkazal za izredno zanimivega ter 
izredno poučnega. Med projektom sem se prvič bolj podrobno seznanil z delovanjem 
protokola Profinet, ki je vodilni komunikacijski protokol, ki spretno nadomešča nam 
veliko bolj poznani protokol Ethernet. Prav tako sem se podrobneje seznanil s 
protokolom serijskih komunikacij RS232 ter Modbus RTU, ki je podprt s serijskim 
komunikacijskim protokolom RS485, ki je vodilni protokol za komunikacijo z 
različnimi napravami v industrijski avtomatizaciji. Narava tega projekta me je 
privedla do zahteve po brezžični komunikaciji med dvema krmilnikoma. Prav tako 
pa je krmilnik posameznega vozička poleg protokola Profinet za komunikacijo s 
polnilcem akumulatorjev ter s čitalcem bar kode uporabljal zgoraj omenjena serijska 
protokola. Rezultat kombinacije vseh treh komunikacij se je na terenu izkazal za 
izredno zanesljivega, kar me je prijetno presenetilo. 
 
Pisanje programa za vodenje posameznega avtonomnega vozička je potekala 
praktično brez težav. Razlog je predvsem v tem, da smo vsako komunikacijo najprej 
testirali ločeno, pri tem smo podrobno preučili delovanje posameznega protokola 
znotraj programskega orodja ter razvili tudi del kode, ki je potreben za nemoteno 
delovanje. Nato pa smo vse posamezne testne programe ustrezno združili ter dodali 
še programsko kodo, ki je bila potrebna za ustrezno delovanje celotnega sistema. 
 
Nadaljnje delo na projektu za enkrat ni predvideno, vendar pa vedno obstajajo 
možnosti izboljšav opisanega sistema, predvsem na področju sistema pozicioniranja 
ter regulacije hitrosti. 
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