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Abstrakt
Tato bakalářská práce se zabývá vytvořením internetového robota, který funguje jako
správce kalendáře událostí. Robot s uživatelem komunikuje pomocí podmnožiny přiroze-
ného anglického jazyka. Uživatel se nemusí učit speciální syntaxi příkazů a používání robo-
ta-kalendáře je mu tak maximálně usnadněno, což je hlavním přínosem této práce. Tento
způsob ovládání by měl pomoci zejména počítačově méně zdatným uživatelům, pro které by
ovládání speciálními příkazy mohlo být překážkou. Pro komunikaci, která se odehrává for-
mou instant messagingu, je využit protokol XMPP. Ke strojovému zpracování přirozeného
jazyka bylo využito nástroje NLTK. Program robota byl kompletně vytvořen v programo-
vacím jazyce Python. Práce se také zabývá dalšími možnostmi rozšiřování funkcionality
robota.
Abstract
This bachelor thesis deals with the development of the internet robot for assistance of
calendar scheduling. The robot and a user comunicate with a subset of English. User does
not have to study special syntax of the orders which makes using of the robot-calendar much
simplier. This easement is the main contribution of the work. This kind of control should
help especially to the users with lesser amount of computer skills, for whom the special
syntax-oriented-control might be difficult. The XMPP protocol is used for a comunication
which is of instant messaging type. NLTK toolkit was used for natural language processing.
The source code of the robot is completely programmed in Python programming language.
The work also deals with possibilities of robot’s further development.
Klíčová slova
NLP, NLTK, iCalendar, kalendář, robot, omezený přirozený jazyk, angličtina, XMPP,
xmpppy, python
Keywords
NLP, NLTK, iCalendar, robot, calendar scheduling, controlled natural language, English,
XMPP, xmpppy, python
Citace
Jakub Klos: Internetový robot plnící funkci kalendáře, bakalářská práce, Brno, FIT VUT
v Brně, 2011
Internetový robot plnící funkci kalendáře
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Ing.
Aleše Smrčky, Ph.D. a uvedl jsem veškeré zdroje, ze kterých jsem čerpal.
. . . . . . . . . . . . . . . . . . . . . . .
Jakub Klos
17. května 2011
Poděkování
Rád bych poděkoval vedoucímu mé bakalářské práce panu Ing. Alešovi Smrčkovi, Ph.D.
za odbornou pomoc, podnětné připomínky a rady při řešení problémů, se kterými jsem se
během vypracovávání této bakalářské práce setkal. Dále bych chtěl také poděkovat všem
přátelům, kteří mi pomáhali při testování, za jejich ochotu a poskytnutou zpětnou vazbu,
která přispěla ke zlepšení robota.
c© Jakub Klos, 2011.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 3
1.1 Struktura písemné práce . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
2 Zadání práce a specifikace požadavků 5
2.1 Zhodnocení současného stavu . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.2 Specifikace požadavků . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.2.1 Požadavky na funkcionalitu . . . . . . . . . . . . . . . . . . . . . . . 7
2.2.2 Další požadavky . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3 Základní pojmy, použité technologie a nástroje 9
3.1 Instant messaging . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.1.1 Protokol Jabber/XMPP . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.2 Internetový robot v jazyce Python . . . . . . . . . . . . . . . . . . . . . . . 13
3.2.1 Python . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.2.2 Knihovna xmpppy . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.3 Formát kalendáře používaný v aplikacích – iCalendar . . . . . . . . . . . . . 16
3.4 Zpracování přirozeného jazyka pomocí NLTK . . . . . . . . . . . . . . . . . 18
4 Návrh aplikační části robota 20
4.1 Multiuživatelský přístup a jeho řešení . . . . . . . . . . . . . . . . . . . . . 20
4.2 Udržování kontextu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.3 Uchovávání a export kalendářních dat . . . . . . . . . . . . . . . . . . . . . 23
4.4 Zpracování požadavků psaných přirozeným jazykem . . . . . . . . . . . . . 24
4.5 Program jako celek . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
5 Implementace aplikační části robota 26
5.1 Dílčí moduly robota . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
5.2 Základní fungování robota . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
5.2.1 Ošetření chybových stavů a logování běhu robota . . . . . . . . . . . 28
5.2.2 Ošetření zpráv pro zjištění dostupnosti – handlePresence . . . . . . 29
5.2.3 Ošetření textových zpráv – handleMessage . . . . . . . . . . . . . . . 29
5.2.4 Ošetření neočekávaného odpojení . . . . . . . . . . . . . . . . . . . . 29
5.3 Spolupráce a komunikace hlavního procesu s potomky . . . . . . . . . . . . 30
5.4 Fungování obslužných procesů . . . . . . . . . . . . . . . . . . . . . . . . . . 30
5.4.1 Práce s obsahem kalendáře . . . . . . . . . . . . . . . . . . . . . . . 31
5.4.2 Analýza zpráv . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
5.5 Obsluha zasílání upozornění . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
5.6 Údržba uživatelských kalendářů a obsluhy zasílání upozornění . . . . . . . . 33
1
5.7 Problémy při implementaci aplikační části a jejich řešení . . . . . . . . . . . 34
5.8 Testování robota . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
6 Závěr 36
6.1 Možnosti budoucího vývoje robota . . . . . . . . . . . . . . . . . . . . . . . 36
A Seznam významových sloves 39
B Obsah CD 40
C Uživatelský manuál 41
C.1 O programu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
C.2 Systémové požadavky a instalace robota . . . . . . . . . . . . . . . . . . . . 41
2
Kapitola 1
Úvod
Tato bakalářská práce vznikla na Fakultě informačních technologií Vysokého učení tech-
nického v Brně. Cílem této práce bylo vytvořit internetového robota, který by pomocí
protokolu XMPP (viz. 3.1.1), tedy s využitím instant messagingu (viz 3.1), komunikoval
s uživateli pomocí omezeného anglického jazyka a sloužil jako správce jejich kalendářů udá-
lostí s možností zasílání upozornění.
Toto zadání jsem si vybral zejména proto, že mi způsob správy vlastního kalendáře
pomocí robota s využitím instant messagingu přijde jako velice efektivní řešení. V dnešní
době, kdy je všeobecná dostupnost internetové konektivity na velmi vysoké úrovni, se tento
způsob řešení plánování událostí, upomínek apod. přímo nabízí. Většina lidí, kteří pracují
s počítači nebo využívají chytré mobilní telefony s předplaceným datovým tarifem, a tedy
připojením k internetu, využívá instant messaging jako jeden z hlavních dorozumívacích
nástrojů. Každý člověk si také svůj čas potřebuje z různých důvodů více, či méně plánovat.
Samozřejmým požadavkem na jakýkoliv způsob plánování času je jeho jednoduchost, pří-
močarost a rychlost. Stěžejní je také mít možnost si novou událost naplánovat, pozměnit,
či zrušit prakticky kdykoliv a kdekoliv. Neopomenutelným kladem je pak případně i mož-
nost nastavení upozornění na nadcházející událost. Proč těchto skutečností tedy nevyužít
a nerozšířit
”
obyčejné chatování“ o možnost správy svého času?
Robot může běžet prakticky nekonečně dlouhou dobu (pokud nedojde k nějaké kritické
chybě, výpadku proudu apod.) a v případě, že bude spuštěn na stále dostupném serveru,
k čemuž je primárně směřován, jej bude možné v praxi bez problémů běžně používat.
Velikou výhodou používání robota je to, že je k němu zapotřebí pouze připojení k internetu
a IM klient podporující protokol XMPP. Takovýchto, i volně dostupných, klientů je dnes
pro každou z nejrozšířenějších počítačových a mobilních platforem řada, čímž se z robota
prakticky stává na platformě zcela nezávislý nástroj ke správě a organizaci času.
1.1 Struktura písemné práce
Po úvodu následuje kapitola, ve které je shrnut současný stav ohledně existujících interneto-
vých robotů a jejich využití v praxi. Následuje specifikace veškerých požadavků na výsledný
program a postup jejího získání, který byl v rámci této práce uplatněn.
Kapitola 3 pojednává o veškerých stěžejních pojmech úzce souvisejících s touto prací.
Dále se tato kapitola věnuje použitým technologiím a nástrojům, které byly při tvorbě
robota využity. Pokud byl daný nástroj, technologie či postup zvolen z potenciálně více
možností, je tato volba zdůvodněna a je zhodnocen její přínos, případně rizika a nevýhody,
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které s sebou přináší.
Čtvrtá kapitola je věnována návrhu robota a obsahuje několik diagramů a schémat, které
názorně popisují řešení důležitých, případně potenciálně problematických částí aplikace,
jako např. řešení multiuživatelského přístupu, formát uložených dat v kalendáři apod.
Implementací jednotlivých částí návrhu robota i robota jako celku se zabývá pátá kapi-
tola. V této kapitole jsou také popsány některé implementační problémy a jejich řešení, dále
pak způsob testování, co konkrétně kromě celkové funkčnosti robota mělo být testováním
zjištěno. Zjištěné výsledky jsou pak shrnuty, vyhodnoceny a i na jejich základě jsou v další
kapitole vyjmenovány možnosti budoucích úprav a vylepšení.
Závěrečná kapitola poté obsahuje zhodnocení dosažených výsledků, popisuje vlastní
přínos práce a pojednává o možném směru budoucího vývoje robota.
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Kapitola 2
Zadání práce a specifikace
požadavků
V této kapitole je shrnuto, kde se v dnešní době využívá služeb internetových robotů, jakou
činnost mohou roboti vykonávat a kde se tedy nejlépe v praxi uplatňují. Pro názornost je
ve stručnosti také uvedeno několik příkladů fungujících robotů. Zbytek kapitoly je věnován
specifikaci požadavků na funkcionalitu a některé provozní vlastnosti robota.
2.1 Zhodnocení současného stavu
Internetoví roboti, neboli zkráceně boti, jsou programy, které mají většinou jediný úkol, a to
vykonávat v prostředí internetu nějakou automatickou a stále dokola se opakující činnosti,
jejímž zautomatizováním dojde ke zvýšení efektivity oproti situaci, kdy by tutéž činnost,
pokud je to vůbec možné, vykonával člověk. Roboti se tedy uplatňují zejména tam, kde je
potřeba algoritmicky zpracovávat velké množství dat (indexovací roboti), nepřetržitě něco
kontrolovat, být neustále připraven na nějakou změnu a okamžitě na ni patřičně zareago-
vat (IRC boti), nebo jen uživateli poskytnout nějakou interaktivní službu, či jednoduchou
hru (Jabber boti).
Roboti jsou však v dnešní době také hojně zneužíváni. Jednou z těchto negativních
možností uplatnění robotů je rozesílání nevyžádané elektronické pošty – spamu. Dalším,
v dnešní době často diskutovaným, způsobem zneužití robotů je vytváření sítě infikovaných
počítačů, tzv. botnetů, jejichž společný výpočetní výkon pak může vlastník využít k různým
nekalým praktikám.
• Zřejmě nejznámějším typem robotů jsou indexovací (vyhledávací) roboti, kteří
jsou v oblasti internetových vyhledávačů naprostou nezbytností. Tito roboti neustále
periodicky procházejí jednotlivé webové stránky, kde na základě stanoveného algo-
ritmu indexují jejich obsah a v nich uvedené odkazy na další stránky. Takto sesbíraná
data jsou pak vyhodnocena, přičemž hlavním cílem je poskytnout seznam stránek,
jejichž pořadí by mělo co nejvíce reflektovat relevantnost k uživatelem hledané frázi.
– indexovací roboti vyhledávačů Google (GoogleBot), Seznam (SeznamBot) aj.
• Další skupinou jsou IRC boti, kteří využívají protokolu IRC (Internet Relay Chat),
což je první protokol umožňující komunikaci více uživatelů v reálném čase – chatování.
IRC boti se tedy uplatňují při správě a sledování komunikačních IRC kanálů a posky-
tování dalších rozšiřujících funkcí.
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– Eggdrop1 (pro Unix), Windrop (pro Windows)
• Podobné uplatnění jako IRC boti mají také chatovací roboti, jež navozují dojem
konverzace s člověkem. Tito roboti však spíše než k užitku slouží k pobavení.
– A.L.I.C.E.2, Alan, Eliza
• Poslední skupinou jsou Jabber boti. Je to v podstatě skupina chatovacích robotů
využívajících protokol XMPP. Těchto robotů existuje celá řada a mnoho z nich je na-
víc v češtině. Paleta jejich funkcí je tak celkem pestrá. Existují roboti pro vyhledávání
vlakových a jiných spojů, webových stránek (pomocí Googlu), roboti fungující jako
jednoduchý překladač, kalkulátor, RSS čtečka, poznámkový blok,
”
upomínkovač“ atd.
– Taxator3, JabRSS4, Notes aj.
Robot, který by fungoval jako interaktivní kalendář, rozuměl lidské řeči, ač omezeným
způsobem, a umožňoval export obsahu kalendáře v široce podporovaném formátu, prozatím
neexistoval. Tuto mezeru by měl zaplnit výsledek této bakalářské práce – CalendarBot.
2.2 Specifikace požadavků
na začátku každého softwarového projektu je třeba definovat a sumarizovat pokud možno
veškeré požadavky na vyvíjený systém. Dále je nezbytné tyto požadavky podrobit důkladné
analýze s cílem vytvořit co nejspecifičtější strukturovaný dokument obsahující konkrétní
představu o funkcionalitě vyvíjeného softwarového produktu, který je již oproštěný od ne-
smyslných a z různých důvodů nesplnitelných požadavků.
Jelikož je samotné zadání bakalářské práce relativně strohé a stručné, navrhl jsem po-
drobnější základní funkcionalitu robota sám. Zároveň jsem chtěl ale docílit i toho, aby
byla specifikace požadavků co nejkvalitnější a zakládala se na požadavcích a představách
větší skupiny lidí. Pomocí nástroje Google Docs5 jsem se tedy vytvořil online formulář (viz
6, kde představuji celkovou myšlenku robota-kalendáře a popisuji, co by mělo být cílem
a k čemu by toto snažení mělo vést. Pro lepší představu také uvádím příklad komunikace
s robotem a výčet oněch základních funkcí, ke kterým se účastníci také mají možnost vyjá-
dřit. Následně se několika otázkami snažím zjistit informace, které obvykle vývojář obdrží
od zákazníka a pomocí kterých jsou definovány požadavky na funkcionalitu daného soft-
waru. Odkaz na daný formulář jsem poté přímo poskytl skupině lidí složené z uživatelů
instant messagingu, dále jsem jej také umístil na studentské fórum a sociální síť Facebook7.
Do doby, než jsem začal vytvářet přesnou specifikaci požadavků, dotazník vyplnilo nece-
lých 40 lidí, převážně ve věkové kategorii 20-28 let. Takto získané informace jsem zpracoval,
vyhodnotil jejich implementovatelnost v rámci bakalářské práce a sestavil výslednou speci-
fikaci požadavků.
1http://www.eggheads.org/
2http://alice.pandorabots.com/
3http://www.jabber.cz/wiki/Taxator
4http://www.jabber.cz/wiki/JabRSS
5http://www.google.com/google-d-s/intl/cs/forms/
6spreadsheets.google.com/viewform?hl=cs&formkey=dGxEVmpHRVBQLUdNLU9ibEx0S2FHS3c6MQ
7http://cs.wikipedia.org/wiki/Facebook
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2.2.1 Požadavky na funkcionalitu
Zde je uvedena přesná formulace požadavků na funkcionalitu, kterou bude robot bezpod-
mínečně splňovat. Možnými rozšířeními, bez kterých bude sice robot splňovat základní
funkcionalitu, ale jejichž případná implementace by robota uživatelsky zatraktivnila, se
zabývá 6.1.
Uživatel určitě bude moci:
• Vytvořit novou akci a zadat její parametry, což jsou:
– povinné
∗ název (nosná informace události)
∗ začátek (jen datum, nebo čas a datum, případně den v týdnu)
– nepovinné
∗ konec (jen datum, nebo čas a datum, případně den v týdnu – odvislé od for-
mátu začátku, musí odpovídat; musí také platit, že začátek předchází konci)
∗ definice pravidelnosti akce
· každý den (každý následující den od prvního dne ve stejnou dobu)
· každý určitý den v týdnu (každý určitý den v týdnu ve stejnou dobu)
· každý týden (stejné jako každý určitý den v týdnu)
· každý měsíc (vždy tolikátého a ve stejnou dobu jako první záznam)
· každý rok (stejné datum i čas, inkrementálně se liší pouze rok)
∗ upozornění na událost
· čas upozornění (musí platit, že upozornění předchází konci akce)
· příznak určující, zda je třeba počkat na potvrzení přečtení upozornění
(pokud je nastaven, bude se upozornění stále objevovat, např. i po od-
hlášení a přihlášení uživatele)
• Změnit některý z parametrů akce (kterýkoliv)
• Zrušit naplánovanou akci
– u pravidelných akcí buď jednorázově (implicitně), nebo trvale
• Nechat si vypsat veškeré nadcházející události
– aktuálního dne, aktuálního týdne a aktuálního měsíce
– datem specifikovaného dne (případně zadaný čas ohraničuje zespoda část daného
dne)
– datem nebo časem a datem specifikovaného časového intervalu (kde začátek před-
chází konci intervalu)
• Vyexportovat obsah svého kalendáře do souboru ve formátu .ics (více v 3.3), který
podporují např. Google Calendar, IBM Lotus Notes, Apple iCal a další
7
2.2.2 Další požadavky
Další specifikaci vyžadují požadavky na činnost a provoz robota. Opět jsou zde uvedeny
pouze ty základní, které jsou bezpodmínečně vyžadovány. Pro popis rozšiřujících možností
nechť čtenář zamíří ke kapitole 6.1
• Robot na každou informaci od uživatele musí zareagovat srozumitelnou odpovědí
– Pokud neporozuměl – patřičnou chybovou hláškou
– Pokud porozuměl a jednalo se o dotaz (končí
”
?“)
∗ Existuje-li neprázdná odpověď, odpoví na dotaz
∗ Neexistuje-li neprázdná odpověď, odpoví, že nemá, co vypsat
– Pokud porozuměl a jednalo se o příkaz (nekončí
”
?“)
∗ Pokud lze příkaz provést, provede ho a informuje uživatele o jeho úspěšném
provedení
∗ Pokud nelze příkaz provést, informuje uživatele vysvětlující chybovou hláš-
kou
∗ Je-li třeba zjistit doplňující informace k příkazu, zeptá se uživatele
∗ Pokud v závislosti na kontextu komunikace obsahuje příkaz irelevantní in-
formaci, informuje uživatele vysvětlující chybovou hláškou
– Ve všech ostatních případech robot informuje uživatele vysvětlující chybovou
hláškou
• Veškeré korektně zadané údaje musí být po potvrzení robotem konzistentní a odolné
vůči potenciálním následným chybám (např. je-li uložena a robotem potvrzena akce
XY od 10:00 do 11:00 a při následném pokusu o přesun akce na 10:30 dojde k chybě,
v kalendáři musí zůstat neporušen původní záznam o akci)
• Robot také nesmí ztratit poslední uživatelův požadavek, který k němu v pořádku
dorazil, aby se po chybě zamezilo potřebě např. zadávat údaje o akci znovu
• Robot musí být schopen odhalit zadání nesmyslných informací a upozornit na ně
uživatele (např. zadání začátku akce v minulosti nebo v čase 25:30 apod.)
• Robot musí zvládnout zpracovat několik současných požadavků od více uživatelů, aniž
by přitom některého z nich omezil, nebo způsobil nekonzistentnost uživatelových dat.
Při chybě taktéž nesmí být porušena konzistence dat a uživatel musí být o vzniklé
chybě bezprostředně informován vysvětlující chybovou hláškou.
• Plnohodnotné používání robota musí být umožněno minimálně v prostředí systému
GNU/Linux s využitím IM klienta podporujícího protokol XMPP
• Robot by měl být dostupný pořád, vyjma případů, kdy dochází k údržbě apod., o čemž
by měli být uživatelé vhodným způsobem informováni
• Robot pracuje výhradně s Gregoriánským kalendářem
• Komunikace s robotem probíhá výhradně v anglickém jazyce
• Robot pracuje implicitně s aktuálním dnem, týdnem (po-ne), měsícem a rokem
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Kapitola 3
Základní pojmy, použité
technologie a nástroje
V této kapitole jsou představeny všechny stěžejní pojmy, technologie a nástroje, které robot
při svém chodu využívá, nebo byly nějakým způsobem využity během jeho vývoje.
3.1 Instant messaging
Instant messaging (zkráceně IM) je síťová služba umožňující jejím uživatelům komuniko-
vat v reálném čase. Pomocí IM si spolu můžou dva (chat) nebo skupina více uživatelů
(groupchat) vyměňovat zprávy během okamžiku, což zvyšuje interaktivitu a dojem přímé
konverzace. Tento způsob komunikace je tedy odlišný od např. emailové komunikace, která
se dá přirovnat spíše ke klasické poště s minimálním časem potřebným k doručení zásilky
adresátovi.
Každý uživatel má svůj seznam kontaktů – roster, do kterého může snadno přidávat
nové, rušit nechtěné a třídit jednotlivé kontakty do jím definovaných skupin. Roster je uložen
na serveru, což uživateli umožňuje se bez problémů přihlašovat z různých míst a zařízení
a mít přitom stále jediný aktuální roster. Dalším specifickým znakem IM je skutečnost, že
ihned po přihlášení k IM serveru uživatel vidí stavy svých kontaktů a ví, kdo je aktuálně
přítomen a může s ním být případně zahájena konverzace. Totéž platí i opačně – ostatní lidé,
kteří mají uživatele ve svém rosteru, vidí jeho stav. za výhodu se dá považovat i skutečnost,
že na obdrženou zprávu nemusí uživatel odpovídat hned, může si tedy odpověď v klidu
rozmyslet, nebo může díky tomu komunikovat nezávisle s více uživateli najednou. Uživatel
dokonce nemusí být ani připojen, aby mu bylo možné zprávy doručit. Takto zaslané zprávy
jsou uloženy na serveru až do doby, než se uživatel opět připojí, pak jsou mu doručeny.
V závislosti na možnostech použitého protokolu a schopnostech klienta je také možné využít
různých doplňkových funkcí, např. přenos souborů, videohovory atd.
Pro to, aby mohl uživatel využívat IM ke kontaktu s ostatními uživateli je zapotřebí mít
na svém zařízení (PC, tabletu, chytrém mobilním telefonu apod.) s dostupnou internetovou
konektivitou nainstalovaného IM klienta podporujícího síť/protokol, na které má uživatel,
a lidé, se kterými chce komunikovat, vytvořen svůj účet. V dnešní době existuje velké
množství IM klientů a až na pár výjimek je většina z nich již multiprotokolová, podporují
tedy více protokolů najednou. Pokud chtěl uživatel dříve (do počátku 21. století) používat
více sítí/protokolů najednou, musel mít pro každou speciálního klienta.
Průkopníkem mezi IM protokoly byl IRC (Internet Relay Chat), který se objevil v roce
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1988. Následně se objevovaly další proprietární služby tvořené dvojicí klient-protokol, např.
ICQ. Z počátku se ale vždy jednalo o uzavřené páry, jejichž parametry a poskytnutá funk-
cionalita se odvíjely pouze od plánů a záměrů mateřských společností. V dnešní době mezi
nejrozšířenější IM služby patří Windows Live Messenger, Yahoo! Messenger, AIM a další1.
Alternativu k uzavřeným protokolům a s nimi spjatým klientům nabídl až IM protokol
Jabber/XMPP (viz 3.1.1).
3.1.1 Protokol Jabber/XMPP
Nejprve bych chtěl objasnit, jaký je vlastně vztah mezi Jabber a XMPP (eXtensible Messa-
ging and Presence Protocol). Jabber je v podstatě otec a zároveň bratr XMPP. První spe-
cifikace tohoto protokolu byla totiž od roku 1998 vyvíjena pod názvem Jabber. Až po pár
neúspěšných pokusech o převedení na standard se v roce 2004 z protokolu Jabber stal stan-
dardizovaný protokol pro instant messaging – XMPP. Teoreticky se tedy Jabber dá označit
za XMPP verze 0.9. Specifikaci rozdílů mezi protokolem Jabber a XMPP se podrobně vě-
nuje [7]. V dnešní době tyto dvě označení existují vedle sebe, přičemž Jabber je zpravidla
chápán jako název pro komunikační IM platformu fungující na základě protokolu XMPP
a jeho rozšířeních. V [8] je tento vztah vcelku výstižně popsán takto:
XMPP se má k Jabberu jako HTTP k Webu.
Jabber – kořeny Jabberu sahají do roku 1998, kdy na něm začal pracovat jeho tvůrce
Jeremie Miller. Během dvou let Jeremie s kolegy z open-source komunity vytvořil
nový, a hlavně otevřený protokol pro instant messaging – Jabber. Tento protokol se
však zpočátku Millerovi se zbytkem komunity nepodařilo standardizovat. Jabber
tehdy totiž ještě nesplňoval veškeré oficiální požadavky uvedené v RFC 27792, které
musí každý standardizovaný IM protokol splňovat. Byla proto v roce 2001 založena
Jabber Software Foundation (JSF), která měla za úkol zastřešovat veškeré projekty
nad Jabberem a starat se o jeho další rozšiřování. Další pokus o standardizaci v roce
2002 dal vzniknout pracovní skupině XMPP, která o rok později dokončila formální
specifikaci protokolu, který tak konečně mohl být v roce 2004 prohlášen komisí IETF
(Internet Engineering Task Force3) za standard. Konečná podoba základu protokolu
XMPP je shrnuta v RFC dokumentech 3920 až 3923. Po jejich vydání zaniká pra-
covní skupina a o další rozšiřování protokolu, které již probíhá pouze pomocí vydá-
vání XEP dokumentů (XMPP Extension Protocol), se stará dodnes fungující nástupce
JSF – XMPP Standards Foundation (XSF4)
XMPP – jak již bylo zmíněno, jde o výsledek práce open-source komunity. XMPP je tedy
otevřený a volně šiřitelný protokol aplikační vrstvy. na první pohled je velice po-
dobný obecnému značkovacímu jazyku XML (eXtensible Markup Language, viz [6]),
jehož implementací ve skutečnosti je. XMPP tedy umožňuje komunikaci pomocí in-
formací v XML zprávách, tzv. stanzách, zasílaných od jedné entity druhé entitě takřka
v reálném čase.
1http://cs.wikipedia.org/wiki/Instant messaging
2http://tools.ietf.org/html/rfc2779
3http://www.ietf.org/
4http://xmpp.org/about-xmpp/xsf/
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Mezi výhody použití protokolu XMPP, mimo jiné, patří:
• Ověřenost, stabilita a standardizace – XMPP má za sebou přes deset let vývoje
a testování, během kterých již byl úspěšně využit v mnoha projektech na mnoha
místech. Dá se tedy říci, že jde o osvědčený standard a jeho využití v této baka-
lářské práci je z tohoto pohledu bezproblémové
• Zabezpečení – protokol poskytuje několik způsobů, jak zabezpečit komunikaci.
Již přihlašování a autentizace klienta k serveru jsou zabezpečené pomocí pro-
tokolu SASL (Simple Authentication and Security Layer), čímž je znemožněno
přihlášení se pomocí podvržené identity. Komunikační kanály jsou zašifrovány
s využitím protokolu TLS (Transport Layer Security), čímž je komunikace chrá-
něna proti odposlechům a podvrhování zpráv.
• Decentralizace – XMPP je postaveno na decentralizované architektuře klient-ser-
ver, přičemž počet serverů je neomezen. Každý, např. firma, si tak může zpro-
voznit svůj XMPP server, který poté s ostatními propojí pomocí běžné inter-
netové infrastruktury. Každý uživatel je tedy zaregistrován na jednomu serveru
z mnoha, pomocí kterého komunikuje s ostatními. Dojde-li tedy k výpadku jed-
noho serveru, omezeni budou pouze uživatelé, kteří na něm byli zaregistrováni,
zbytek uživatelů tak zůstává v tomto směru nedotčen (viz modelový příklad
architektury na obrázku 3.1). Výhoda oproti centralizovanému řešení s jedním
hlavním serverem je tedy nasnadě. Nemůže tak dojít k situaci, kdy by v důsledku
výpadku/havárie centrálního serveru byla služba kompletně nedostupná.
klient1@jabber.org/PC klient2@jabber.org
klient1@jabber.org/mobile
klient3@jabbim.cz
klient4@jabbim.cz
klient5@jabbim.cz
klient6@jabbim.com
klient7@jabbim.com
123-456-789
987-654-321
Jabber server
(jabber.org)
Jabber server
(jabbim.oz)
Jabber server
(jabbim.com)
ICQ transport
(na serveru jabbim.com)
ICQ Server
Obrázek 3.1: Architektura sítě XMPP
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• Využití transportů – oproti klientům ostatních IM protokolů nejsou klienti XMPP
omezeni pouze na komunikaci v rámci nativní sítě. Jako brány do ostatních
sítí fungují tzv. transporty, které jsou součástí XMPP serverů a umožňují tedy
komunikaci např. s klienty ICQ, Facebook chatu a jiných nebo třeba pomocí
protokolu SMTP zasílat e-maily (viz ICQ transport na obrázku 3.1).
• Rozšiřitelnost – přestože byl XMPP původně navrhován jako platforma pro in-
stant messaging, jeho základ v XML poskytuje dostatek prostoru i pro jinak
zaměřené implementace, kde je třeba zejména rychlé výměny strukturovaných
dat. Tato široká škála dalšího využití XMPP vedla k tomu, že ho dnes můžeme
najít v mnoha odvětvích jako jsou webové služby, VoIP komunikace, geolokační
systémy, sociální inženýrství, online hraní a další.
• XMPP nabízí také řadu dalších výhod, z nichž bych např. ještě zmínil silné
zázemí v komunitě.
Uživatelé v síti XMPP jsou jednoznačně identifikování pomocí JabberID, zkráceně
JID. JIDy jsou syntakticky i sémanticky velmi podobné emailovým adresám. Je to proto,
aby při zjišťování IP adresy serveru/klienta mohl být využit klasický systém rezolucí DNS
(Domain Name System). Model identifikátoru JID by se dal zapsat následovně:
user@server/resource
kde user je jedinečné uživatelské jméno, server je server, na kterém má uživatel zare-
gistrován svůj účet a skrz který komunikuje s ostatními uživateli a resource je volitelné
přídavné označení, které umožňuje uživateli mít svůj účet rozdělen na několik dalších a být
tak přihlášen pomocí více klientů najednou.
Části user a server jsou tzv. case insensitive, nezáleží tedy na velikosti znaků použi-
tých v JID – AbC@bestServer.com označuje stejného uživatele jako abc@BESTserver.com).
U obou je navíc možné použtí libovolných Unicode znaků, tedy i znaků z české abecedy,
např. jiřík@češi.cz je tedy legální JID. Oproti tomu resource je case sensitive, což znamená,
že uživatel může být na jednom klientovi přihlášen jako abc@server.com/home a zároveň
na jiném jako abc@server.com/Home. Server pak uživateli doručuje zprávy podle komplet-
ního znění JID, priority zpráv nebo bez rozdílu na všechny připojené klienty.
Náš robot vystupuje jako běžný uživatel Jabberu a je zaregistrován pod uživatelským
jménem CalendarBot@jabber.org
Komunikace pomocí XMPP je uskutečňována streamováním (proudem) XML zpráv.
Pokud chce řekněme klient, zahájit XMPP komunikaci (začít své sezení), otevře dlouhotr-
vající spojení se serverem pomocí spolehlivého transportního protokolu TCP (Transmission
Control Protocol5). Server reaguje obdobně a otevírá druhé spojení v opačném směru, aby
umožnil obousměrnou komunikaci. Klient zároveň zašle otevírací značku nově vzniklého
XML streamu <stream>, což je v podstatě XML dokument, který se během existence TCP
spojení inkrementálně zvětšuje o vyměňované kousky informací v XML, kterým se říká
stanzy. V momentě, kdy některý z účastníků chce spojení ukončit, zašle ukončovací značku
</stream>, čímž uzavře XML stream a následně je ukončeno i TCP spojení. Jednoduchá
ukázka XML streamu je například v [9]
Pomocí otevřeného XML streamu si takto klient se serverem mohou vyměňovat neome-
zené množství stanz, které mohou být celkem tří různých typů:
5http://cs.wikipedia.org/wiki/Transmission Control Protocol
12
• <message> slouží k prostému doručení informace z jednoho místa na druhé. Tento typ
stanz se využívá pro chat mezi dvěma uživateli – typ chat nebo normal, skupinový
chat – typ groupchat, zasílání různých oznámení a upozornění – typ headline a pokud
některá z entit zapojených do komunikace zjistí, že došlo k chybě, informuje o ní
odesílatele – typ error.
• <presence> se využívá ke dvěma účelům. Prvním z nich je proces rozšiřování seznamu
kontaktů. Pokud si chce uživatel přidat do kontaktů jiného uživatele, musí jej o to
zažádat pomocí zprávy typu <presence>, ten může jeho žádosti vyhovět, nebo ji
zamítnout. Obdobně to probíhá i při odebírání kontaktů. Druhým způsobem využití
je předávání informace o uživatelově ne/dostupnosti, aktuálním stavu apod. ostatním
uživatelům, kteří jej mají ve svém seznamu kontaktů.
• <iq>, což je zkratka pro info/query, slouží zejména pro položení dotazu a obdržení
odpovědi. Požadavek je formulován pomocí patřičně zformátovaného názvu jmenného
prostoru stanzy. Ke spárování dotazu a obdržené odpovědi slouží atribut <id>, který
se musí shodovat. Existují čtyři typy těchto stanz. Jsou to get – žádost o informaci,
set – změna či nastavení určité hodnoty, result – odpověď na požadavek get/set
a error – došlo k chybě při zpracování get/set požadavku.
Pro hlubší seznámení se s protokolem doporučuji čtenáři prostudování RFC dokumentů
pojednávajících o XMPP6 nebo přečtení [10], z nichž, mimo jiné, pocházejí informace v této
kapitole.
3.2 Internetový robot v jazyce Python
Před samotnou implementací robota bylo nutné zvolit vhodný programovací jazyk. Tento
jazyk by měl:
• umožňovat objektově orientovaný přístup
• podporovat minimálně operační systém GNU/Linux, ideálně však i ostatní platformy
• mít dobrý poměr času potřebného k návrhu aplikace a samotného psaní kódu
• obsahovat nativní podporu nebo by pro něj měly existovat volně dostupné knihovny
umožňující:
– práci s protokolem XMPP pro zajištění komunikace robota s uživateli
– práci se soubory a textem ve formátu XML
– práci s více procesy, signály a meziprocesovou komunikaci
– práci s daty, časem a kalendářem
– strojovou analýzu přirozeného jazyka a následnou práci s takto získanými infor-
macemi
6http://tools.ietf.org/html/rfc3920, http://tools.ietf.org/html/rfc3921, http://tools.ietf.org/html/rfc3922,
http://tools.ietf.org/html/rfc3923, http://tools.ietf.org/html/rfc4622, http://tools.ietf.org/html/rfc4854,
http://tools.ietf.org/html/rfc4979
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• v neposlední řadě by to měl být jazyk, který buď znám, nebo je relativně snadné si
jej osvojit
Jazyků, které by splňovaly výše zmíněné požadavky by se našlo několik. Největší roli
při výběru nakonec hrála dostupnost knihovny pro zpracování přirozeného jazyka v kom-
binaci s dobrým poměrem času potřebného k návrhu ku času potřebného k implementaci
a má ne/znalost daného programovacího jazyka. Pomyslným vítězem se tedy stal jazyk Py-
thon, který, při použití společně s knihovnami pro zpracování přirozeného jazyka – NLTK
a pro práci s protokolem XMPP – xmpppy, splňuje veškeré zmíněné požadavky.
3.2.1 Python
Jazyk Python je vysokoúrovňový, interpretovaný (spuštění aplikace tedy nemusí předchá-
zet kompilace zdrojového kódu), dynamicky typovaný, skriptovací objektově orientovaný
programovací jazyk, který je určen pro efektivní vývoj aplikací na nejrozšířenějších plat-
formách, tedy Unix, Windows a Mac OS. Python je dokonce součástí některých distribucí
Linuxu již v základu, např. Ubuntu. Autorem Pythonu je nizozemský programátor Gu-
ido van Rossum, který jej o Vánocích roku 1989 začal tvořit jakožto nástupce jayzka ABC7.
První verze Pythonu byla dokončena v roce 1991. Mezi stěžejní vlastnosti Pythonu, které
si van Rossum při jeho tvorbě vytyčil za cíl a které se mu také povedlo naplnit, patří:
• syntaxe Pythonu je srozumitelná a intuitivní, jazyk je tak relativně snadný na po-
chopení a jeho osvojení je velice rychlé. Funkční bloky jsou oddělovány pomocí jed-
notného odsazení (nikoliv pomocí složených závorek, jako je tomu u jazyků C/C++,
Java apod.), což napomáhá čitelnosti kódu.
• i přes svou zdánlivou jednoduchost jde o velice mocný jazyk, který bez problémů ob-
stojí i na poli rozsáhlých a složitějších projektů, kde se již dá plně využít systému
výjimek, pro obsluhu chybových stavů, podpory jmenných prostorů, modulů na pod-
poru vývoje řízeného testy, vytváření aplikací s grafickým uživatelským rozhraním
atd.
• zdrojový kód Pythonu je otevřený, komukoliv dostupný a nabízí tak možnost zapojení
se do jeho vývoje
• vývoj aplikace v Pythonu zabírá, v porovnání s jejím vývojem v jiném programovacím
jazyce, méně času
Mezi další výhodné vlastnosti jazyka patří:
• integrovaná správa paměti – každý objekt, který má alokovánu paměť, obsahuje čítač
odkazů (reference counter), který zaznamenává počet referencí na daný objekt. Po-
kud čítač referencí klesne na nulu, což znamená, že na objekt se již neodkazuje žádná
datová struktura, postará se Python a jeho automatické zrušení včetně uvolnění alo-
kované paměti.
• programátorská volnost – ačkoliv je Python objektově orientovaný, je možné aplikace
psát s využitím i jiných programátorských paradigmat, a to procedurálního a funkci-
onálního.
7http://en.wikipedia.org/wiki/ABC (programming language)
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• velká modularita – pro Python existuje široká škála knihoven, které tak významným
způsobem zvyšují funkcionalitu jazyka, díky čemuž je pak možno využít Python
k řešení problémů z mnoha oblastí
• spolupráce s jinými jazyky – Python je velice úzce provázán s jazykem C (je v něm
naprogramován jeho interpret, tato verze je známá jako CPython), dále pak C++,
Java, .Net a C#. V prvních dvou je dokonce možné, a taky v případě výpočetně
náročných operací běžné a přínosné, napsat modul a ten pak v pythonovské aplikaci
použít. Takto lze dosáhnout mnohem lepšího výkonu než při použití čistého kódu
v Pythonu. Co se týče propojení s Javou, existuje implementace Pythonu v tomto
jazyce – Jython. Programy napsané v tomto jazyce mohou využívat všechny knihovny
jazyka Java a naopak.
Nevýhodou Pythonu je, že aplikace v něm napsané neběží tak rychle, jako kdyby byly
naprogramovány v jiném kompilovaném objektově orientovaném jazyce. Toto je daň za jeho
jednoduchost a intuitivnost. I tak ale Python patří mezi nejrychlejší interpretované jazyky,
většina z jeho na výkon náročných knihoven je totiž implementována v jazyce C. Ve výsledku
je tedy tato malá nevýhoda i v kontextu rozsahu aplikační části této bakalářské práce
zanedbatelná a rychlost práce robota tak není nijak negativně poznamenána.
3.2.2 Knihovna xmpppy
Pro tuto bakalářskou práci bylo stěžejní využití dvou rozšiřujících knihoven pro Python.
Jednou z nich je xmpppy (v aktuální verzi 0.5.0-rc1 vydané 7. 4. 2009), druhou je NLTK
(viz 3.4). Jde o volně dostupnou knihovnu podléhající GNU General Public License8, je jí
tedy možno v rámci této práce bez problémů využít.
Pro jazyk Python existuje několik knihoven umožňujících práci s XMPP. Mezi ty, u nichž
stále probíhá, nebo alespoň ještě v posledních letech probíhal, vývoj, patří Twisted Words9,
SleekXMPP10, PyXMPP11 a použitá knihovna xmpppy12.
Knihovnu xmpppy jsem upřednostnil před ostatními uvedenými z několika důvodů. Jed-
nak již plně implementuje veškeré vlastnosti XMPP uvedené v RFC dokumentech a navíc
na ní stále probíhá vývoj, dá se tedy předpokládat, že dojde k implementaci některých
rozšíření protokolu XMPP (XEP). Dále má xmpppy velmi dobře zdokumentované aplika-
ční rozhraní (viz [5]), což významně usnadňuje její použití při implementaci robota.
Kód xmpppy vychází z již nepokračujícího projektu jabber.py, který již uměl zpracovat
XML zprávy, pracovat se sockety apod. Přesto má xmpppy rozdílnou architekturu se za-
měřením na práci s open-source implementací jabber serveru – jaberd2. Pomocí xmpppy je
možné psát jak serverové, tak i klientské komponenty.
Hlavním přínosem této knihovny však je, že obstarává veškerou
”
černou“ práci a umož-
ňuje tak programátorovi se plně soustředit na vývoj dané aplikace. V našem případě jde
tedy, z hlediska využití protokolu XMPP, pouze o to zajistit, aby se robot přihlásil a au-
tentizoval na serveru, správně zpracovával a patřičně reagoval na obdržené XMPP zprávy
a aby zajistil svou neustálou dostupnost. Implementační pozadí vykonávání těchto činností
je zajištěno právě knihovnou xmpppy.
8http://www.gnu.org/licenses/gpl.txt
9http://twistedmatrix.com/trac/wiki/TwistedWords
10https://github.com/fritzy/SleekXMPP/wiki
11http://pyxmpp.jajcus.net/
12http://xmpppy.sourceforge.net/
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Základy rozhraní, které xmpppy programátorovi nabízí lze popsat následovně:
Správa sezení – umožňuje vytvoření zabezpečeného sezení, pomocí kterého poté robot
komunikuje s uživateli. V rámci sezení poskytuje metody pro bezpečné přihlášení se
k serveru s autentizací, pro ohlašování přítomnosti a práci se seznamem kontaktů
robota, dále pak pro odhlášení a odpojení robota.
Registrace metod závislých na událostech – důležitou součástí implementace je regis-
trace tzv. handlerů, což jsou metody, které jsou s patřičnými parametry volány jako
reakce na jimi zaregistrovanou událost. Jde především o handlery reagující na pří-
chozí XMPP zprávy typu message a presence, případně iq a handler pro obsloužení
neočekávaného odpojení robota od serveru
Zasílání zpráv – v rámci sezení lze samozřejmě také využít metody pro zasílání XMPP
zpráv všech typů pomocí nastavení několika parametrů. Správné sestavení a zaslání
informace v XML na server již obstará knihovna.
Zajištění potenciálně nekonečného běhu robota – o správnou distribuci příchozích
zpráv jednotlivým handlerům se stará další metoda, která při správném použití v ne-
konečném cyklu umožňuje, pokud nedojde k závažné chybě, nepřetržitý běh robota
a tím také požadovanou neustálou dostupnost uživatelům
Použití této knihovny však skýtá i několik nevýhod. V několika interních metodách
používá zastaralé funkce, které již mají modernější alternativy. Bohužel také nepodporuje
použití některých užitečných XEP rozšíření protokolu XMPP. Z toho tedy vyplývá, že ač
vývoj knihovny stále pokračuje, není příliš rychlý.
3.3 Formát kalendáře používaný v aplikacích – iCalendar
Jedním z bodů zadání bakalářské práce je nutnost umožnit uživateli exportovat plánované
akce do vybraného formátu kalendářních událostí. Standardizovaným a zároveň také velice
široce používaným formátem pro správu a výměnu kalendářních dat je otevřený formát
iCalendar.
Autory tohoto formátu jsou Frank Dawson a Derik Stenerson, kteří jako základ využili
starší formát vCalnedar. Formát iCalendar je využit v mnoha počítačových a webových
aplikacích, zjednodušeně by se dalo říci, že je všude, kde se nepoužívá nějaký proprie-
tární formát, popř. formát CSV (Comma-separated values13), jako je tomu např. v aplikaci
Microsoft Outlook (a i ten částečně podporuje iCalendar).
Najdeme jej tedy např. v Google Calendar, Apple iCal, Yahoo! Calendar, Mozilla Sun-
bird, Lotus Notes, Windows Kalendáři a v mnoha dalších.
Kalendářní data ve formátu iCalendar lze pak sdílet pomocí protokolu WebDAV14 nebo
prezentovat na webových stránkách pomocí mikroformátu hCalendar15.
Soubor s daty formátu iCalendar obsahuje prostý text, který je case insensitive, čili ne-
záleží na velikosti písmen a DTSTART, DtStart, dtstart je pak totéž označení pro atribut
začátku kalendářové komponenty.
13http://cs.wikipedia.org/wiki/CSV
14http://tools.ietf.org/html/rfc4918, http://cs.wikipedia.org/wiki/WebDAV
15http://cs.wikipedia.org/wiki/HCalendar
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Nosný obsah souboru, který se nazývá icalbody, musí být na začátku ohraničen řádkem
BEGIN:VCALENDAR a na konci END:VCALENDAR. Každý řádek souboru má pak následující
formát:
ATRIBUT;PARAMETRY:HODNOTAcrlf
kde ;PARAMETRY je volitelná část. Je-li potřeba zalomení řádku, provede se pomocí sekvence
\n a na dalším řádku musí být text odsazen mezerou nebo tabulátorem.
Obsah icalbody je pak sekvencí vlastností kalendáře a jedné nebo více na sebe volně
navazujících kalendářových komponent ohraničených pomocí BEGIN a END. V rámci úrovně
(mezi BEGIN a END ) pak nezáleží na pořadí řádků, klidně tedy může např. atribut konce
události předcházet atributu jejího začátku.
Kalendářové vlastnosti jsou vlastnosti, které se vztahují na popisovaný kalendář jako
celek (povinně minimálně identifikátor PRODID a verze VERSION).
Kalendářová komponenta je v podstatě soubor atributů, které charakterizují nějakou
část tohoto kalendáře. Stěžejními komponentami kalendáře ve formátu iCalendar jsou:
• událost VEVENT – reprezentuje událost o určitém trvání, výročí, připomínku, začátek
déletrvající události, 1. výskyt periodické události
• úkol VTODO – reprezentuje připomínku jednorázové akce
• alarm VALARM – může se vyskytovat pouze v rámci VEVENT nebo VTODO a jde o upozor-
nění, které může být, v závislosti na implementaci, oznámeno pomocí zprávy, e-mailu
nebo zvuku
• poznámka deníkového typu VJOURNAL – typický deníkový záznam obsahující jednu
nebo více textových poznámek k určitému datu
• záznam o volném/obsazeném čase VFREEBUSY – reprezentuje časový úsek volného času,
již obsazeného nebo obojí, využívá se pro vystavění odpovědi na odpovídající časové
dotazy
Ve vyexportovaném souboru kalendáře, který vytváří robot, se nacházejí pouze kompo-
nenty VEVENT a VALARM a pro lepší představu uvádím zjednodušený příklad obsahu robotem
vyexportovaného kalendářového souboru s jedinou událostí a nastaveným upozorněním:
BEGIN:VCALENDAR
VERSION:2.0
PRODID:-//Exported_leohofstadter@jabber.org//NONSGML CalendarBot//EN
BEGIN:VEVENT
UID:D20110501T114038C0-CalendarBot@jabber.org
DTSTAMP:20110501T114038
DTSTART:20110615T120000
DTEND:20110615T133000
SUMMARY:Launch with Penny
BEGIN:VALARM
TRIGGER:-P0DT45M
ACTION:DISPLAY
DESCRIPTION:Launch with Penny
END:VALARM
END:VEVENT
END:VCALENDAR
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Kalendář obsahuje událost, která byla vytvořena v 11:40:38, 1. května 2011, v popisu
události, naplánované na 12:00:00–13:30:00 15. června 2011, upozornění na událost formou
zobrazení je nastaveno na 45 minut před začátkem události.
Podrobnější informace o standardu iCalendar se čtenář dozví v [4].
3.4 Zpracování přirozeného jazyka pomocí NLTK
Vzhledem ke skutečnosti, že uživatelé budou s robotem komunikovat výhradně pomocí při-
rozeného anglického jazyka, je třeba nějakým způsobem zajistit, aby byl robot schopen
pochopit sémantický význam syntaktické stavby textových dat, která mu budou uživa-
telé formou dotazů a příkazů poskytovat. Tato část je velice důležitá, neboť docházelo-li
by na straně robota k nepřesné, nebo zcela mylné interpretaci textových dat, pozbyla by
tato práce zcela význam. Musí tedy existovat nějaký algoritmizovatelný způsob, jakým
ze vstupů, což budou věty psané přirozeným jazykem, získat programem zpracovatelné
proměnné a jejich hodnoty.
Problematikou strojového zpracování přirozeného jazyka se zabývá obor NLP (Natural
language processing), což je obor na pomezí lingvistiky, logiky a informatiky. na světě exis-
tuje několik výzkumných skupin, které se tímto zabývají např. The Cognitive Computation
Group Univerzity v Illinois, The Stanford Natural Language Processing Group Stanfordské
univerzity a další (viz [11]).
Programy, které umí zpracovat přirozený jazyk tak, že rozpoznají gramatické struktury
vět, jako nalezení skupiny slov v určitém vztahu (
”
frází“) a rozpoznání větných členů,
např. jaký má sloveso podmět a předmět, se obvykle označují jako parsery (syntaktické
analyzátory) a jejich činnost pak jako parsování (syntaktická analýza textu).
Pro účely této práce byl zvolen nástroj NLTK (Natural Language Toolkit). NLTK
je sada open-source knihoven (modulů) určených pro jazyk Python. Vznikl v roce 2001
jako součást předmětu počítačové lingvistiky na Ústavu počítačových a informačních věd
Univerzity v Pensylvánii (Department of Computer and Information Science at the Uni-
versity of Pennsylvania). Postupem času se však stal součástí výzkumných projektů mnoha
univerzit a je tedy velmi aktivně vyvíjen. Mezi podporovanými jazyky však chybí čeština,
proto je robot určen pro komunikaci v angličtině. Výborným zdrojem informací o tomto
nástroji a zpracování přirozeného jazyka je [1].
NLTK funguje v našem případě tak, že vstup ve formě textu psaného přirozeným jazy-
kem je nejprve rozdělen na jednotlivá slova – tokeny, k nimž je poté přiřazen jejich slovní
druh. Z takto připraveném seznamu dvojic token-slovní druh je pak sestaven výčet naleze-
ných závislostí (syntaktických dvojic).
NLTK využívá principu pravděpodobnostního parsování s využitím znalostí nabytých
manuálním parsováním vět. Tento způsob statistického parsování není samozřejmě stopro-
centní, praxe přesto ukazuje, že je pro dané účely vhodný a dostatečný. Má totiž několik
výhod, zejména, pokud je komponentou většího systému. Umožňuje vyjádřit relativní jis-
totu mnoha, spíše než jedné, možných různých odpovědí. Parsery tohoto typu, které navíc
tvoří tzv. měkká rozhodnutí, jsou mnohem odolnější vůči nespecifickým vstupům, zejména
pak těm, které obsahují chyby, což je v reálném světě naprosto běžné a je to i náš případ.
Dříve se v NLP využívalo algoritmu rozhodovacího stromu, který však tvoří tvrdá roz-
hodnutí na základě if-then pravidel, což je v podstatě obdoba ručně psaných pravidel. Tento
systém tak nepřipouští určitou toleranci chyb na vstupu a není tedy pro náš účel vhodný.
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Nevýhodou těchto systémů je také fakt, že chceme-li zvýšit jejich přesnost, docílíme toho
pouze zvýšením komplexnosti pravidel, což je obtížný proces.
Moderní metody využívané v NLP jsou již v dnešní době převážně založeny na strojo-
vém učení a využití umělé inteligence. Strojové učení je schopnost inteligentního systému
měnit své znalosti tak, že příště bude vykonávat stejnou nebo podobnou úlohu efektivněji.
Výhodou těchto metod, v porovnání s metodami využívajícími ručně psaná pravidla, je, že
pokud chceme zpřesnit jeho výsledky, poskytneme mu jednoduše větší množství vstupních
dat. Další výhodou také je již zmíněná odolnost proti vstupům obsahujících různé chyby,
např. špatně napsaná slova (překlepy) nebo věty s nechtěně vynechaným celým slovem.
Metody využívající strojového učení, ať už s učitelem, bez učitele nebo posilovaného
učení, se také automaticky zaměřují na nejčastější případy, čímž zvyšují svou přesnost,
zatímco u metod využívajících ručně psaných pravidel je často zcela nejasné, kam úsilí
směřovat.
Jistou nevýhodou využití nástroje NLTK je, že v aktuální verzi 2.0.1-rc1 z dubna 2011
zatím bohužel podporuje pouze Python ve verzi 2.6.* a starší. Přechod na verzi podporující
Python 3.0 a novější se podle domovských stránek projektu16 plánuje na polovinu roku
2011.
16http://www.nltk.org
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Kapitola 4
Návrh aplikační části robota
Cílem této kapitoly je představit návrh řešení některých stěžejních částí aplikace, bez nichž
by robot nemohl správně fungovat.
4.1 Multiuživatelský přístup a jeho řešení
Aby mohl robot plnit svou funkci očekávaným způsobem, je zřejmé, že musí být imple-
mentován takovým způsobem, který mu umožní korektně komunikovat a vyřizovat poža-
davky více uživatelů najednou. Nemělo by tedy dojít k tomu, že by skupina uživatelů byla
omezena jinou skupinou uživatelů především z hlediska dostupnosti a rychlosti fungování
robota. K tomuto by měla pomoci implementace několika následujících prvků:
• Obslužné procesy – obsluhu uživatele komunikujícího s robotem bude obstarávat sa-
mostatný synovský proces hlavního procesu robota. Tento synovský proces bude mít
skrz objekt obslužné třídy a příslušné metody výhradní přístup k obsahu kalendáře
uživatele, bude obstarávat analýzu uživatelových dotazů/příkazů, vyhodnocovat jejich
legálnost, vykonávat je a udržovat jejich kontext. Toto řešení přináší několik výhod:
– spravedlivé dělení procesorového času mezi obslužnými procesy, což obstarává
přímo operační systém
– následkem pádu nebo chyby v rámci obsluhy jednoho uživatele nedojde k pádu
celého programu a omezení ostatních uživatelů
– logické oddělení objektů a proměnných, které se týkají jediného uživatele, od ostat-
ních, což zabraňuje vzniku určitých chyb a vede k urychlení operací prováděných
nad nimi (např. řazení)
– efektivnější práce se systémovými prostředky, kdy je možné okamžitě reagovat
na odhlášení uživatele, jeho delší nečinnost apod. (viz timeout)
• Timeout – komunikace s uživatelem nečinným déle než nastavený limit bude ze strany
robota přerušena, což povede k řádnému ukončení obslužného procesu. Každému uži-
vateli, pro nějž bude spuštěn obslužný proces, bude při nečinnosti (stav INACTIVE )
interně běžet časovač, který se spustí při zahájení komunikace s robotem (viz obrázek
4.1). Časovač se inkrementuje (je aktivní) pouze, je-li uživatel ve stavu INACTIVE
a vždy se při přechodu do tohoto stavu vynuluje. Při dosažení limitu časovače dojde
k ukončení komunikace s uživatelem a uvolnění systémových prostředků, které by
jinak byly neefektivně alokovány pro práci s neaktivním uživatelem
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Obrázek 4.1: Stavový diagram uživatele a princip timeoutu
4.2 Udržování kontextu
Zejména pro uživatelsky příjemnější práci s událostmi je vhodné určitým způsobem udržo-
vat kontext událostí a práce s nimi. Udržování kontextu je vhodné především pro práci
s již vytvořenými událostmi, na které se uživatel může různými způsoby odkázat a robot
zareaguje očekávaným způsobem, což zvyšuje dojem inteligence robota.
Definice jednotlivých kontextů a situací, ve kterých přijdou v potaz:
• Implicitní kontext (při zahájení komunikace bez upozornění alarmem) – v tomto stavu
se pracuje výhradně s novou akcí, kterou uživatel zadá, popř. dojde-li ke změně kon-
textu
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• Kontext alarmu (uživatel je přihlášen, s robotem ale nekomunikoval) – v tomto stavu
se pracuje v kontextu události, na kterou bylo právě upozorněno. O kontextu mluvíme,
pokud je potřeba uživatelovo potvrzení přijetí alarmu, jinak ne
• Kontext aktuální události (kdykoliv uživatel částečně nebo zcela zadá novou událost
nebo když je v průběhu její editace) – v tomto stavu se pracuje v kontextu právě jedné
události
• Kontext výpisu událostí – v tomto kontextu se pracuje se seznamem událostí v rámci
uživatelem požadovaného intervalu
• Uživatelem explicitně uvedený kontext události – pokud uživatel uvede příkaz, ve kte-
rém explicitně (správně) definuje událost, se kterou chce pracovat (editovat, smazat).
Takováto událost se již musí nacházet v uživatelově kalendáři
řešením je uchovávat kontext v rámci komunikace v několika rovinách:
1. Kontext jedné události (při editaci, při vytváření, po alarmu s potvrzením apod.)
• v paměti jako samostatný objekt obsahující záznam jediné události
• veškeré údaje zadané/změněné v tomto kontextu, který je automatický, jsou
považovány za týkající se výhradně dané události
• mění se dynamicky během celého sezení, tedy pokaždé, když je určitým způsobem
rozpracována nějaká událost, jinak je tento kontext prázdný/nevyužit
2. Kontext posledního výpisu intervalu událostí
• udržován v chronologicky setříděném seznamu
• umožňuje navíc přístup pomocí čísel, pod kterými se ve výpisu jednotlivé udá-
losti nachází – kdykoliv tedy uživatel zadá příkaz identifikující událost číslem, je,
pokud je to rozsahově možné, událost vybrána podle tohoto kontextu
• tento kontext se mění nárazově při korektním zadání příkazu na výpis intervalu
událostí
3. Kontext veškerých událostí uživatele s příznakem nedávné změny
• udržován v chronologicky seřazeném seznamu
• uživatel může tohoto kontextu využít pouze přímým přístupem k určité události,
přičemž se přednostně prohledávají události s příznakem, který určuje, že s nimi
v aktuálním sezení bylo manipulováno
• kontext se mění v závislosti na proběhlých editacích událostí a jejich přidá-
vání/rušení
Důležité je, že z pohledu uživatele jde o jediný transparentní kontext. V případě potřeby
využití interních kontextů se patřičná událost v kontextech hledá ve výše zmíněném pořadí.
Pokud není nalezena, je o tom uživatel informován chybovou zprávou.
Všechny kontexty jsou udržovány pouze v rámci aktuálního sezení (běhu obslužného
procesu).
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4.3 Uchovávání a export kalendářních dat
Kalendářní data musí zpravidla v určité formě přetrvat mnohem delší dobu, než po kterou
je vedena komunikace mezi uživatelem a robotem. Je tedy třeba definovat formát těchto
dat v perzistentním stavu a potenciální způsoby jejich transformace.
Během probíhající komunikace robota s uživatelem jsou kalendářní data uchovávána
v operační paměti v podobě, ve které je robotovi umožněno s nimi rychle pracovat. V ostat-
ních případech jsou data jednoho uživatele uložena ve zvlášť pro něj určeném souboru ve
formátu XML. Ukázka, jak by měla vypadat struktura a pojmenování jednotlivých elementů
takovéhoto souboru (kalendář s jedinou pravidelnou událostí):
<calendar owner="leohofstadter@jabber.org">
<event>
<info>Weekend at grandparents</info>
<begin>20110513180000</begin>
<end>20110515193000</end>
<regularity value="40"> <!-- yearly -->
<next>20131119120000</next>
<next>20141119120000</next>
</regularity>
<alert>
<time>20110512170000</time>
<confirm_needed>1</confirm_needed> <!-- true -->
</alert>
</event>
</calendar>
V případě uživatelova požadavku na export dat, dojde k jejich transformaci pomocí
vybraného zásuvného modulu (pluginu) a uložení do dočasného souboru v požadovaném
formátu (implicitně iCalendar). Tento soubor je pak pomocí protokolu XMPP doručen
uživateli. Po úspěšném dokončení přenosu souboru je tento dočasný soubor smazán. Schéma
popisující práci s kalendářními daty znázorňuje obrázek 4.2.
Data
(formát XML)
Uživatel
Robot
Plugin
iCalendar
Plugin
csv ...
Obrázek 4.2: Koloběh kalendářových dat a využití pluginů pro export do vybraného formátu
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4.4 Zpracování požadavků psaných přirozeným jazykem
Schéma z obrázku 4.3 znázorňuje postup zpracování uživatelských zpráv. Zpráva je nejprve
rozdělena na jednotlivá slova, těm je určen jejich slovní druh, což umožňuje přesněji zaměřit
další analýzu zprávy. Následuje pokus o rozpoznání výkonného slovesa ve větě (cancel,
postpone a další), časových údajů (12:00 on Friday, 12. 7. apod.) a pomocí vztahů mezi
slovy odpovídajícím nadefinovaným šablonám i další potřebné údaje (regularly every week,
apod.).
Po dokončení analýzy zprávy dojde k vyhodnocení proveditelnosti daného požadav-
ku/příkazu. Je-li vše v pořádku, příkaz se okamžitě vykoná. Pokud však dojde k pokusu
o neplatnou operaci (např. změna konce události, kdy má být posunut ještě před její začá-
tek), je uživatel o této chybě ve vygenerované odpovědi informován.
Pokud kdykoliv během celého procesu postupné analýzy a provádění rozpoznaných ope-
rací dojde k chybě nebo situaci, že robot nerozezná nic, čemu by odpovídal konkrétní úkon,
je o tom uživatel patřičným způsobem informován.
Rozdělení na slova a určení 
jejich slovních druhů
Vyextrahování časových údajů 
a nalezení úkon udávajícího 
slovesa
Nalezení slovních vztahů 
umožňujících
získání dalších údajů + jejich 
získání
Určení významu věty
 pro program
Analýza vykonatelnosti 
požadavku
Uživatelova věta v přirozeném 
jazyce
Vygenerování odpovědi 
uživateli
Uživatel je informován, že robot 
jeho požadavku neporozuměl, 
nebo došlo k jiné chybě
Obrázek 4.3: Proces zpracování uživatelských zpráv do robotem pochopitelné formy
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4.5 Program jako celek
Jimmy:Uživatel :Robot
order(newEvent)
:AlertController
insertAlert
confirmation
query(today)
answer
completingQuestion
completingAnswer
order(changeEvent)
moveAlert
confirmation
sendAlertsendAlert
X
sendAlert
confirmation removeAlert
A
B
(B-A) > limit nečinnosti
 konec komunikace
Jimmy se odhlásil
Obrázek 4.4: Sekvenční diagram znázorňující modelové chování programu jako celku
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Kapitola 5
Implementace aplikační části
robota
V momentě, kdy byl hotov návrh aplikační části robota vycházející z formálně upřesněné
specifikace požadavků, bylo přistoupeno k samotné implementaci, u níž byl uplatněn inkre-
mentální model vývoje.
Moduly byly tedy vyvíjeny a testovány postupně, přičemž jejich implementací byla
obohacena funkcionalita dříve dokončených modulů. Takto se zvětšující systém byl po při-
dání každého modulu znovu důkladně otestován jako celek a byly tak odstraněny případné
problémy vzniklé použitím nového modulu. Implementace jednotlivých modulů na sebe
navazovaly v logicky navazujícím pořadí. Byl-li aktuální stav dostatečně funkční, stabilní
a nevykazoval známky nedeterministického chování, přistoupilo se k práci na dalším mo-
dulu, který rozšiřoval funkcionalitu robota v požadovaném směru.
V každém modulu, u každé třídy, metody a funkce se nachází dokumentační řetězec
vysvětlující funkci dané entity. U metod a funkcí také popisuje jejich vstupy a výstupy. Tento
způsob komentování zdrojového kódu v jazyce Python umožňuje po zadání speciálního
příkazu, např. v jeho interaktivní konzoli, výpis těchto dokumentačních informací.
Chceme-li tedy např. zjistit informaci o objektu bot třídy Bot, stačí provést příkaz
bot.__doc__, který povede na výpis dokumentačního řetězce popisujícího uvedenou třídu.
V rámci celé aplikace se pracuje výhradně s kódováním UTF-8 (zdrojový kód, kódování
komunikace, soubory s kalendářními daty a konfigurační XML soubory).
5.1 Dílčí moduly robota
• main.py
Hlavní modul obsahující jedinou funkci main(), která je volána jako první při spuštění
robota. Připraví potřebnou adresářovou strukturu, logovací soubory, vytvoří instanci
robota, načte konfiguraci z konfiguračního souboru, zaregistruje obslužné funkce a za-
volá metodu zajišťující potenciálně nekonečně dlouhý běh robota.
• bot.py
Stěžejní modul obsahující třídu Bot, jejíž rozhraní obstarává základní funkcionalitu
robota a běží v hlavním (rodičovském) procesu. V inicializační funkci dojde k zabez-
pečenému připojení a autentizaci robota s využitím protokolů SASL a TLS. Dále třída
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obsahuje metody pro registraci i odhlášení obslužných funkcí a definici těchto tzv. han-
dlerů (viz 5.2.2 – 5.2.4), metody obstarávající uložení a načtení konfigurace robota, me-
tody obsluhující procesy-potomky a jádrovou metodu mainLoop(), ve které robot ne-
konečně cyklí a zpracovává veškeré události. Součástí je také třída AlertController,
která kompletně obstarává práci s upozorněními a jejich zasílání.
• service.py
Modul obsahující třídu Service, která zastřešuje fungování obslužných procesů-po-
tomků. Metoda serve() v cyklu zpracovává uživatelovy zprávy, které dostane od hlav-
ního procesu, jemuž také předává výsledek této činnosti. Součástí jsou také metody za-
jišťující funkci časovače, který měří uživatelovu nečinnost (viz obrázek 4.1). Dosáhne-li
nečinnost nastaveného limitu, je obslužný proces patřičným způsobem ukončen a uži-
vatelova data jsou uložena do XML souboru. Důležitá je také metoda processMsg(),
která řídí proces zpracování zpráv uživatele a provádění rozpoznaných úkonů s jeho
kalendářními daty.
• cal.py
V tomto modulu se nacházejí tři třídy (Event, Alert a Cal), které společně zaštiťují
veškerou práci s kalendářními daty. Načtení kalendáře z XML souboru, jeho uložení
zpět, manipulaci s událostmi, včetně změny jednotlivých atributů, vyhledávání a řa-
zení událostí a v neposlední řadě kontrolu validity dat.
• analyse.py
Další ze stěžejních modulů, který obsahuje jedinou třídu Analyse, pomocí jejichž me-
tod dochází k co nejpřesnější analýze zpráv uživatele psaných přirozeným jazykem.
Implementace metod odpovídá schématu z obrázku 4.3. Jsou zde tedy metody pro na-
lezení výkonného slovesa, časových údajů a dalších atributů potřebných pro práci
s událostmi a kalendářem.
• exporttoical.py
Tento zásuvný modul poskytuje dvě funkce, přičemž výsledným produktem obou
je soubor s kalendářními daty uživatele odpovídající standardu iCalendar (viz 3.3).
Funkce exportXMLToICal() převádí kalendářní data z formátu XML (tak jak jsou
uložena v kalendářním XML souboru) a exportListOfEventsToICal() je převádí
z interního seznamu událostí, ve kterém jsou data uložena při manipulaci s nimi.
• error.py
V tomto modulu jsou jako konstanty definována veškerá chybová hlášení, se kterými
se můžeme v programu setkat a pak funkce, které slouží k naformátovanému vytištění
chybových hlášení na standardní chybový výstup. Podrobněji se zpracování chyb vě-
nuje 5.2.1.
• global const.py
Tento modul slouží jako zdroj veškerých konstant použitých v programu, které jsou
takto snadněji dostupné na jediném místě.
• global funcs.py
Modul obsahující funkce, jež zajišťují možnost logování běhu programu. V těchto funk-
cích dochází k otevření/uzavření logovacích souborů, standardní a standardní chybový
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výstup jsou pak do nich přesměrovány. Poskytuje také funkce sloužící pro správné na-
formátování logovacích zpráv (viz 5.2.1) a kontrolu potřebné adresářové struktury.
5.2 Základní fungování robota
Sled některých událostí odehrávajících se v rámci hlavního procesu byl již naznačen v po-
pisu jednotlivých modulů. Zde stručně uvedu kompletní postup fungování hlavního procesu
robota.
Po připravení logovacích souborů a přesměrování standardních výstupů do nich, ověření
existence potřebné adresářové struktury, je vytvořena a, pokud nejde o úplně první spu-
štění, z konfiguračního souboru inicializována instance robota. Robot se bezpečně připojí
a autentizuje na XMPP serveru, zjistí stav všech uživatelů ve svém seznamu kontaktů a zare-
gistruje obslužné funkce reagující na možné události – příchod XMPP zprávy nebo odpojení
od XMPP serveru. Poté vstoupí do potenciálně nekonečného cyklu. Interval průchodu tímto
cyklem je dán frekvencí příchozích zpráv, nebo maximálně jedna sekunda. Během jednoho
cyklu je zpracována jedna příchozí zpráva (přijde-li), o jejíž zpracování se postará příslušná
obslužná funkce, dále jsou zkontrolovány případně ukončené obslužné procesy a zprávy-
odpovědi čekající na odeslání příslušným uživatelům. Každou minutu je navíc zkontrolována
fronta upozornění a pokud je čas na jejich zaslání, provede se. Veškeré deskriptory a identi-
fikátory procesů-potomků jsou uchovávány ve slovnících, kde klíče tvoří JIDy jednotlivých
uživatelů zbavené příznaku resource.
Robot se také z preventivních důvodů jednou za definovaný čas znovu ohlašuje XMPP
serveru.
V případě, že v rámci běhu programu dojde k závažné chybě, nebo je robot přerušen
kombinací kláves Ctrl+C, je zavolána ukončovací metoda, která program korektně ukončí.
Toto obnáší zaslání vysvětlující zprávy všem uživatelům, kteří s robotem v daný moment
aktivně komunikují, odpojení od serveru, uložení konfigurace robota do souboru, uvolnění
alokovaných systémových prostředků, zaslání signálu SIGTERM všem běžícím procesům-po-
tomkům, kteří pak také ukončí svůj běh korektním způsobem. Nakonec se uzavřou logovací
soubory a hlavní proces je ukončen.
Konkrétněji se specifickým částem fungování hlavního procesu věnují následující pod-
kapitoly.
5.2.1 Ošetření chybových stavů a logování běhu robota
Pro ošetření chyb a výjimečných stavů poskytuje jazyk Python systém výjimek, který je
v této práci hojně využíván. Mezi potenciálně problémová místa zdrojového kódu, která
jsou ošetřena blokem pro zachycení výjimky, patří zejména ty části, kde dochází k práci se
systémovými prostředky, vstupně-výstupním operacím, modifikaci slovníků, seznamů atd.
Zpracování výjimek pak probíhá dvěma způsoby. Pokud jde o kritickou chybu, která by
úplně znemožnila běh programu, či omezila dostupnost robota pro uživatele, je program
rovnou korektně ukončen. V případě méně závažné chyby, která se dá napravit, nebrání
korektnímu pokračování a neomezuje uživatele, je pouze do chybového logu zanesen záznam
o této chybě a program nadále pokračuje. Pokud vzniklá chyba nějakým způsobem ovlivnila
práci uživatele, je mu okamžitě zaslána omluvná vysvětlující zpráva.
Jak již bylo zmíněno, standardní chybový výstup je při spuštění programu přesměrován
do připraveného chybového logovacího souboru error log.txt. Každá hláška do něj zapsaná
je doplněna informacemi o čase, kdy chyba nastala a případně ještě o podrobnější popis
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chyby vygenerovaný interpretem. Pokud jde navíc o chybu vzniklou v obslužném procesu,
je další doplňující informací jméno uživatele, kterého tento proces obsluhoval.
Standardní výstup robota je omezen pouze na popis stěžejních událostí (přidání nového
uživatele apod.) a je přesměrován do logovacího souboru log.txt. Zápis do logu je doplněn
o stejné informace, jako zápisy do chybového logu.
Oba logovací soubory se nacházejí v adresáři, ze kterého byl program spuštěn.
5.2.2 Ošetření zpráv pro zjištění dostupnosti – handlePresence
Zprávy <presence> jsou okamžitě předávány ke zpracování metodě handlePresence().
Nejdříve dojde k určení odesílatele zprávy, pokud je jím sám robot, je zpráva zahozena.
Další akce se odvíjejí od typu zprávy, což může být:
• subscribe – zažádá-li uživatel o přidání svého kontaktu do rosteru robota, je mu vyho-
věno vždy, kromě případu, kdy je dosaženo limitu pro počet obsluhovaných uživatelů
(ten je však implicitně nastaven na 0, tedy neomezeno). V tomto případě obdrží uži-
vatel omluvnou zprávu s informací o dosažení kapacitního limitu. V opačném případě
je do slovníku obsluhovaných uživatelů přidán jeho JID bez příznaku resource.
• unsubscribe – jde-li o žádost o odebrání uživatele z rosteru robota, je mu vyhověno,
což vede k odebrání jeho záznamu ze slovníku obsluhovaných uživatelů. Soubor s jeho
kalendářními daty je však ponechán pro případ, že by si to uživatel v krátké době
rozmyslel nebo by šlo o nechtěné odebrání apod. Při opětovném zahájení používání
robota tak uživatel má svá data v původním stavu. Toto chování robota je uživatelsky
jistě přívětivější, navíc velikost těchto souborů je relativně malá a nezpůsobí citelnější
omezení dostupné diskové kapacity.
• subscribed/unsubscribed – informace o přidání/odebrání robota z uživatelova seznamu
kontaktů se pouze logují.
• v ostatních případech jde pouze o oznámení změny stavu uživatele. Je tedy aktualizo-
ván stav uživatele ve slovníku uživatelských stavů a změna se také předá obslužnému
procesu, pokud existuje. Ten, je-li třeba, patřičně zareaguje.
5.2.3 Ošetření textových zpráv – handleMessage
Tato metoda obstarává zpracování <message> zpráv. Zpráva je zanalyzována a zpracována
do podoby, které přesně porozumí cílový obslužný proces, případně je zahozena. Tento typ
zpráv může mít několik významů. Buď je nositelem informace o aktuální činnosti uživatele
(začal psát, přestal psát apod.), nebo jednoduše obsahuje požadavek uživatele, který je třeba
zpracovat. V obou případech je tato informace předána příslušnému obslužnému procesu.
Pokud tento obslužný proces dosud neexistuje, je pomocí funkce fork() vytvořen.
V tomto procesu tedy nejprve dojde k odregistrování všech handlerů a vytvoření obsluž-
ného objektu, na který je pak zavolána metoda serve(). V rámci této metody pak dochází
ke kompletní obsluze komunikace s uživatelem a práci s jeho kalendářními daty.
5.2.4 Ošetření neočekávaného odpojení
Dojde-li v rámci běhu programu k neočekávanému odpojení od XMPP serveru, je zavolána
obslužná metoda DisconnectHandler(). Tato metoda se pokusí robota v definovaných
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intervalech několikrát znovu připojit a autentizovat ho. Pokud se to nezdaří, je zavolána
ukončovací metoda a program je korektně ukončen.
5.3 Spolupráce a komunikace hlavního procesu s potomky
Jak již bylo dříve zmíněno, program je rozdělen na hlavní proces a pro obsluhu jednotli-
vých uživatelů slouží procesy-potomci. Výhodou tohoto řešení je, že pokud dojde k nějaké
vážnější chybě při obsluze jednoho uživatele, neovlivní to obsluhu ostatních. Je tím také za-
jištěna jistá konzistence uživatelových dat, ke kterým má přímý přístup jediný proces a není
tedy třeba řešit vícenásobný přístup či použití sdílené paměti. Obslužné procesy však nemají
možnost přímo posílat a přijímat XMPP zprávy, toto obstarává výhradně hlavní proces.
Je tedy nutné zajistit možnost předávání zpráv oběma směry. Toto je zajištěno využitím
dvou rour (pipe), což je standardní prostředek ke komunikaci mezi procesy. Roury však
slouží ke komunikaci jediným směrem, proto jsou při vytváření nového procesu-potomka
vytvořeny vždy dvě.
Obslužný proces vždy přečte z pro něj čtecí roury zprávu od hlavního procesu a zpracuje
ji. Odpověď, zprávu o chybě nebo příkaz k operaci nad seznamem upozornění zapíše do pro
něj zápisové roury. Poté jen čeká, dokud mu hlavní proces přes rouru nepošle další zprávu,
nebo nevyprší časovač.
Na straně hlavního procesu je to o něco komplikovanější. Nekomunikuje totiž s jediným
protějškem, ale musí obstarávat komunikaci se všemi běžícími procesy-potomky. V případě
zápisu do roury je vše bez problémů. Dojde-li XMPP zpráva, je okamžitě zpracována a pří-
padně zapsána do roury vedoucí k příslušného obslužného procesu. Na odpověď však hlavní
proces čekat nemůže, docházelo by tak k nežádoucímu blokování. V rámci hlavního cyklu se
tedy pomocí funkce select() zkontrolují jednotlivé čtecí roury. Funkce vrátí seznam těch,
které čekají na obsloužení. Obsah těchto rour je tedy okamžitě postupně přečten a odeslán
příslušnému uživateli nebo jinak zpracován. Tuto komunikaci znázorňuje obrázek 5.1.
5.4 Fungování obslužných procesů
Každý obslužný proces má na starost pouze jednoho uživatele. Vzniká vždy při zahájení ko-
munikace ze strany uživatele, popř. při potvrzení zaslaného upozornění uživatelem. Po vy-
tvoření obslužného procesu, což je vždy potomek hlavního procesu, je vytvořen objekt
třídy Service, na nějž je zavolána metoda serve(). V rámci této metody se nekonečně
cyklí a jsou stále dokola prováděny tytéž úkony. Nejprve se z roury přečte příchozí vhodně
naformátovaná zpráva od uživatele, zanalyzuje se a provedou se nezbytné úkony, poté je
vygenerována odpověď, která je zapsána do opačné roury, kde si ji vyzvedne hlavní proces
a pošle ji danému uživateli. Takto vše probíhá do doby, než uživateli vlivem nečinnosti vyprší
časový limit, což vede k okamžitému korektnímu ukončení obslužného procesu. K ukončení
může také dojít ze strany hlavního procesu pomocí signálu SIGTERM, nebo vlivem závažné
chyby.
Pro zajištění správného fungování obslužného procesu dochází při jeho inicializaci k ote-
vření čtecího a zápisového konce komunikačních rour. Je také vytvořen objekt třídy Cal,
skrz který dochází k veškeré manipulaci s kalendářovými daty, a provedeno nezbytné načtení
dat ze souboru (viz. 5.4.1). Dále je také nastaveno zpracování příchozích signálů, jmenovitě
SIGTERM, kterým může být obslužný proces ukončen ze strany hlavního procesu, a SIGALRM,
pomocí kterého je řízen časovač.
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Obrázek 5.1: Komunikace hlavního procesu s obslužnými procesy pomocí rour
O řízení komunikace v závislosti na kontextu (viz 4.2), výsledku analýzy poslední zprávy
a vykonatelnosti rozpoznaných příkazů se stará metoda processMsg(). Ta pracuje s objek-
tem třídy Analyse a pomocí metod pro analýzu zpráv, která tato třída poskytuje, získává
informace, na jejichž základě vytváří nové události, posunuje čas jejich konání apod. V ne-
poslední řadě také generuje odpovědi, které jsou pak předány hlavnímu procesu k zaslání
uživateli, a příkazy vedoucí k modifikaci seznamu upozornění.
5.4.1 Práce s obsahem kalendáře
Perzistentně jsou data uchovávána v definované formě v XML souboru na pevném disku.
Při zahájení komunikace s uživatelem je tento soubor načten a zpracován do podoby chro-
nologicky seřazeného seznamu, přičemž události jsou primárně seřazeny podle času začátku,
sekundárně pak podle času konce, je-li uveden. Toto seřazení je zachováno i při provádění
změn v kalendáři. Přibude-li tedy událost, je zařazena na chronologicky odpovídající místo.
Takto je zajištěno, že, při vyhledávání událostí pro výpis intervalu, stačí najít první událost
vyhovující spodnímu ohraničení, přičemž zbytek intervalu bude tvořen následujícími udá-
lostmi až po první událost nevyhovující hornímu ohraničení. Malá komplikace však nastává
u pravidelných akcí, kde se musí další výskyty kontrolovat a řadit do výsledného výpisu
zvlášť.
Aby bylo možné při úpravě pravidelných událostí promítnout změny do všech ostatních
opakování dané události, je taková událost v paměti reprezentována jediným objektem třídy
Event, stejně tak jediným elementem <event /> v XML souboru (obdobně jsou pravidelné
události řešeny i ve standardu iCalendar). Událost má tedy z větší části podobu, jako by
byla jednorázová, ale obsahuje navíc neprázdnou položku – seznam, ve kterém jsou časy
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dalších výskytů (začátků) události. Pokud tedy dojde k situaci, že si uživatel např. bude
chtít u pravidelné akce jednorázově posunout upozornění, je tento výskyt události vyjmut
a stává se z něj z hlediska kalendáře jednorázová akce. Časové atributy jsou dopočítány podle
původních rozdílů. Dopočítávány jsou i v případě, kdy je jakýmkoliv způsobem potřeba
manipulovat s následnými výskyty pravidelných událostí.
Problematika správného určení časových rozdílů, kdy jeden měsíc neznamená vždy 30
dní, kdy má únor vlivem přestupných let různou délku a další nepravidelnosti, je vyřešena
použitím volně dostupného modulu dateutil1 ve verzi 1.5.
5.4.2 Analýza zpráv
Pokaždé, když obslužný proces obdrží novou zprávu, na kterou má adekvátně zareagovat, je
vytvořen objekt třídy Analyse, v jehož rámci dochází pomocí dostupných metod k analýze.
Významnou roli v tomto procesu hrají metody poskytnuté modulem NLTK a také stan-
dardním modulem Pythonu re, které umožňují pokročilé zpracování zprávy s využitím
regulárních výrazů.
Prvním krokem analýzy je rozdělení věty na jednotlivá slova, ze kterých je utvořen
seznam, což umožňuje přístup podle indexů jejich pořadí ve větě. Poté dojde k určení jejich
slovních druhů. Tento proces se označuje jako taggování, vykonávající funkce je pak tagger.
Dalším krokem je, pokud to v rámci kontextu není nesmyslné, nalezení veškerých časo-
vých údajů a intervalů ve větě. Zde dochází k využití regulárních výrazů. Jsou-li tyto časové
údaje nalezeny, převedou se do programem zpracovatelné formy a jsou využity v dalších
fázích analýzy a posléze při provádění rozpoznaného úkonu.
Jelikož je většina zpráv formulována jako příkazy a význam příkazu je určen zejména
významovým slovesem, dojde k pokusu o jeho rozpoznání pomocí porovnání se seznamem
podporovaných významových sloves (viz tabulka A.1). V důsledku nepřesného rozpozná-
vání slovních druhů standardním anglickým taggerem, který poskytuje NLTK (viz 5.7),
jsou i první slova ve větě pro jistotu se seznamem porovnána, přestože byla označena za
podstatná jména. Je-li nalezena shoda, podle aktuálního kontextu a ostatních rozpoznaných
slov ve větě je určen úkon, jehož provedení uživatel zřejmě požadoval.
Jedno sloveso může být samozřejmě použito ve více významech a je tedy potřeba u těchto
sloves jejich význam určit v závislosti na výsledku analýzy zbytku zprávy. Podle předdefi-
novaných vzorů tedy dojde k pokusu o nalezení vzájemně souvisejících slov (podobně jako
v [2]). Podle nalezených ne/souvislostí je tedy přibližně určeno, co uživatel požaduje a jaké
má tento požadavek parametry. Pokud je daný úkon dostatečně rozpoznán, ověří se jeho
vykonatelnost (např. zda je možné posunout začátek akce na požadovaný čas). Je-li vše
v pořádku, dojde k vygenerování potvrzovací otázky, to aby měl uživatel možnost kontroly,
zda robot zprávu správně pochopil. Po souhlasu dojde k jeho provedení. Při nesouhlasu
se robot zeptá rozpoznaným slovesem (např. What do you want to move? ) a pokusí se
uživatelovu odpověď znovu zanalyzovat.
V případě, že robot rozezná požadovaný úkon, ale k jeho provedení je potřeba další
ze zprávy nerozpoznaná informace, zeptá se robot pouze na ni. Toto je příklad využití
aktuálního kontextu, kdy si robot uchová např. informaci, že uživatel chce posunout čas
upozornění, ale nezadal požadovaný cílový čas. Při odpovědi uživatele je pak ve zprávě
přednostně vyhledán tento údaj.
Pokud není daný úkon dostatečně rozpoznán, odpoví robot uživateli, že příkazu nepo-
rozuměl.
1http://niemeyer.net/python-dateutil
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5.5 Obsluha zasílání upozornění
O obsluhu upozornění se stará objekt třídy AlertController, který je součástí robota
a běží v hlavním procesu.
Kdykoliv uživatel vytvoří, přidá, odebere či změní upozornění k určité události, odešle
o tom obslužný proces zprávu hlavnímu procesu. Hlavní proces tuto zprávu zpracuje a v zá-
vislosti na jejím obsahu toto upozornění přidá, změní či odebere z chronologicky seřazeného
seznamu všech upozornění. Po provedených změnách je seznam, pokud je to třeba, znovu
setříděn.
V hlavní programové smyčce dochází s přesností na minutu k pravidelnému porovnávání
aktuálního času s časem nejbližšího upozornění. Pokud je zaznamenána shoda, je první
upozornění, a pak i další se shodným časem odeslání, ze seznamu vyjmuto a odesláno
patřičnému uživateli. Ten zprávu obdrží ihned, nebo v okamžiku připojení, pokud byl v čase
odeslání zrovna odhlášen.
V případě, že jde o zprávu vyžadující potvrzení, je tato navíc přesunuta do seznamu
nepotvrzených zpráv. Tento seznam je v intervalu 5 minut kontrolován a pokud obsahuje
nějaká upozornění, jsou tato znovu zaslána právě připojeným cílovým uživatelům. Odhláše-
ným uživatelům toto opakované upozornění bude zasláno až při zaznamenaném přechodu
ze stavu unavailable do available. Výsledkem tedy je, že upozornění vyžadující potvrzení
přečtení chodí přihlášeným uživatelům co 5 minut, nepřihlášeným ihned po přihlášení a pak
opět v daném intervalu. Jako potvrzení přečtení upozornění se bere libovolné zahájení ko-
munikace ze strany uživatele, o čemž je uživatel zprávou informován. V tomto případě jsou
všechna upozornění ze seznamu nepotvrzených upozornění považována za přečtená a jsou
smazána.
S informacemi o upozorněních se tedy pracuje odděleně od kompletních kalendářních
dat. V případě, že dojde v hlavním procesu k závažné chybě, nebo je jeho činnost zastavena,
jsou veškeré informace o upozorněních uloženy v konfiguračním XML souboru, ze kterého
jsou také při opětovném spuštění obnoveny.
5.6 Údržba uživatelských kalendářů a obsluhy zasílání upo-
zornění
U robota se předpokládá dlouhodobé využití, proto je třeba vzít v potaz hromadící se množ-
ství potenciálně nepotřebných dat, zejména těch kalendářních. Již ze specifikace požadavků
(viz 2.2.1) vyplývá, že robot bude pracovat výhradně s časovým intervalem od součas-
nosti dál směrem do budoucna, což by vedlo k tomu, že by časem docházelo k neustálému
zvětšování množství již neaktuálních kalendářních dat. Aby tedy nedocházelo ke zbyteč-
nému zpracovávání z časového hlediska již irelevantních dat, dochází v momentě zahájení
komunikace s uživatelem při každém načítání dat ze souboru k jejich filtrování. Veškeré
události starší než aktuální den jsou zahozeny, načteny jsou tedy jen aktuální data. Tento
proces je odvislý od kombinace hodnot jednotlivých atributů a probíhá následovně:
• má-li nepravidelná událost pouze začátek, který byl včera či dříve, zahazujeme
• má-li nepravidelná událost i konec a ten byl včera či dříve, zahazujeme
• má-li pravidelná událost pouze začátek a poslední výskyt byl včera či dříve, zahazu-
jeme
33
• má-li pravidelná událost i konec a poslední výskyt byl včera či dříve, zahazujeme
• jde-li o pravidelnou událost, která měla některé výskyty již včera či dříve, jsou obdobně
podle výše zmíněného odebrány a dochází k několika úpravám
– má-li událost konec, je vypočítán tak, že k novému začátku je přičteno interně
udržované trvání události
– má-li událost naplánované upozornění, je nový čas vypočítán podle rozdílu mezi
původním začátkem a původním časem upozornění (může být i kladný, jelikož
je povoleno upozornění v průběhu události) a tento rozdíl je přičten k novému
času začátku
K jisté údržbě seznamů upozornění, kromě výše vysvětlené automatické prováděné
za běhu, může dojít v případě, že bude robot po delší dobu mimo provoz, řekněme půl
hodiny. Pokud by v tomto intervalu mělo dojít k zaslání jednoho či více upozornění, byla
by tato, při opětovném spuštění robota a načtení konfiguračního souboru, zahozena.
5.7 Problémy při implementaci aplikační části a jejich řešení
V průběhu implementace jsem se setkal se dvěma problémy. Závažnějším problémem je
chybějící podpora modulu xmpppy pro přenos souborů pomocí protokolu XMPP. Modul
xmpppy poskytuje pouze částečnou podporu tzv. In-Band Bytestream přenosu dat (stan-
dardní rozšíření XEP-0047), který je uskutečňován v rámci komunikačního XML streamu.
Zmíněno je to v [5]. Autor bohužel nikde neuvádí plán dalšího vývoje modulu, neexistuje
tedy oficiální náznak, že bude tato nekompletní podpora v budoucnu odstraněna.
Přenos pomocí In-Band Bytestream je relativně neefektivní, jelikož přenášená data musí
být rozdělena do malých dílů, navíc jej někteří XMPP klienti nativně nepodporují, přesto
by našim účelům postačoval. Při pokusech o jeho zprovoznění podle standardu2 jsem se
setkával s odmítavými odpovědmi ze strany klientů (Pidgin 2.7.3 na Ubuntu 10.10, Tril-
lian 4.2 na Windows 7), kteří odmítali přenos ustavit, přestože v nich byl povolen. Co se
týče podpory přenosu souborů v dalších volně dostupných modulech, jediný, který nabízí
plnou podporu právě IBB, je SleekXMPP3. V rámci již pokročilé fáze implementace robota
postavené na modulu xmpppy, by byla reimplementace s využitím jiného modulu poměrně
zdlouhavá a v rámci této práce tedy nebyla uskutečněna. Do budoucna se ale v této chvíli
jeví jako jediné možné řešení.
Důsledkem této komplikace tedy je, že pokud uživatel zadá příkaz pro export kalendáře,
dojde ke korektnímu vygenerování souboru odpovídajícímu standardu iCalendar, tento sou-
bor již však není k uživateli přenesen. Cesta k tomu souboru je pak následující:
/domovsky_adresar_robota/calendars/exported/uzivatel@server.ics
Druhým problémem bylo relativně nespolehlivé určování slovních druhů pomocí stan-
dardního anglického taggeru (nástroj k určení slovních druhů předložených slov) modulu
NLTK. Ten prakticky všechna slovesa uvedená na začátku rozkazovacích vět označil za pod-
statná jména. Použití tohoto taggeru je přitom doporučeno i v knize pojednávající o NLTK
([3]).
2http://xmpp.org/extensions/xep-0047.html
3https://github.com/macdiesel/SleekXMPP/commit/739e1925e6b27aaa4a58f014c5d92a2be33c90b7
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Dalším problémem bylo poměrně časté nepřesné označení slov následujících po
”
to“
jako slovesa, i když šlo například o určení intervalu ve smyslu
”
do“. Při použití jiných
dostupných taggerů byla situace obdobná, nebo docházelo k jiným chybným označením.
Důvodem tohoto chování standardního taggeru je zřejmě fakt, že jeho činnost je založena
na informacích načerpaných z anglických novinových článků, kde se věty v rozkazovacím
způsobu zřejmě moc nevyskytují.
Nejlepším možným řešením by bylo poskytnout taggeru vlastní zdrojová data s velkým
množstvím správně označených vět, se kterými se může robot při své činnosti setkat. Toto
vidím jako možný způsob vylepšení do budoucna.
V této práci bylo uplatněno řešení, že v každé větě se speciálně první slovo porovná
se seznamem výzanmových sloves a pokud dojde ke shodě, je označení taggeru opraveno.
Druhá zmíněná chyba byla vyřešena vložením mezikroku, kdy se ve větě zvlášť vyhle-
dávají veškeré časové údaje včetně intervalů.
5.8 Testování robota
Funkčnost a stabilita jednotlivých funkčně-logických celků programu byla testována prů-
běžně již během jejich implementace a pokud bylo odhaleno nějaké nelogické chování či
chyby, byly odladěny.
Zvláštní pozornost byla věnována práci s kalendářními daty. Důkladně testováno tedy
bylo načítání dat z XML souboru a jejich zpětné ukládání, dále pak také celkové fungo-
vání systému zasílání upozornění. Zvláštní kapitolou bylo řešení exportu dat do souboru
standardu iCalendar. Vše bylo směřováno k tomu, aby jej bez jakékoliv ztráty informací,
korektně a očekávaným způsobem zpracovaly již existující aplikace pracující s kalendář-
ními daty. Konkrétně došlo k testování ve webovém nástroji Google Calendar, kde bylo
využito možnosti
”
importovat kalendář“, a také v Linuxovém KOrganizeru. V obou těchto
nástrojích se po vyladění vyexportovaná data zobrazovala a chovala očekávaným způsobem.
Stěžejní vlastnost robota, tedy porozumění vět psaných přirozeným jazykem, zhodno-
tilo několik uživatelů jako dostatečnou k tomu, aby jej mohli bez problémů v praxi použí-
vat. Kladně hodnotili prakticky okamžité porozumění způsobu práce s kalendářními daty
skrze příkazy kladené robotovi. Všichni také uvedli, že po krátkém používání neměli pro-
blém uzpůsobit tvar svých dotazů do podoby, které robot velmi dobře rozuměl a práce
s ním tedy byla poměrně svižná a bez chyb. žádný z uživatelů by jej však celkově nehodno-
til jedničkou (jako ve škole), nicméně horší známku než trojku taky neobdržel. Uživatelům
se nejvíce líbila funkce zasílání upozornění a dva dokonce aktivně využili i možnost exportu
kalendáře do souboru standardu iCalendar, který pak importovali do svého účtu v Google
Calendar. Tento soubor jim však musel být kvůli zmíněným problémům (viz 5.7) poskytnut
alternativním způsobem.
Robot byl zatížen maximálně čtyřmi současně komunikujícími uživateli. Není to sice
velké zatížení, ale bylo tak ověřeno stabilní chování i při zajišťování více komunikací najed-
nou.
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Kapitola 6
Závěr
Výsledkem této práce je internetový robot plnící funkci správce kalendářních dat, skrz kte-
rého mohou uživatelé plánovat využití svého času. Robot pro své použití po uživatelích
nevyžaduje, aby uměli nebo se učili speciální syntaxi příkazů. Je jim umožněno klást ro-
botovi příkazy a dotazy přirozenou cestou. Přestože množství větných konstrukcí, kterým
robot rozumí je omezené, neměl by se uživatel tímto cítit svazován či nějak omezován. Ty-
pickým způsobem formulovaným větám robot rozumí. Čím atypičtější má věta slovosled
s méně frekventovanými slovy, tím úspěšnost jejího pochopení na straně robota klesá.
Robot by tedy měl usnadnit správu kalendářních dat zejména počítačově méně zdatným
uživatelům, kteří však umí anglický jazyk alespoň na úrovni mírně pokročilý. Tito uživatelé
se nemusí učit speciální syntaxi příkazů a během používání robota se jim ani nemůže stát, že
by se dostali do úzkých vlivem z jejich strany nepochopeného požadavku robota. Na druhé
straně počítačově zdatnějším uživatelům robot přináší rychlý a efektivní způsob správy
svého času prakticky všude, kde je dostupná internetová konektivita.
Okruh potenciálních uživatelů je poměrně široký, vyžaduje však IM klienta podporují-
cího protokol XMPP a účet na některém z mnoha volně dostupných XMPP serverů.
6.1 Možnosti budoucího vývoje robota
Implementovaná podoba robota by se dala považovat za solidní základ a skýtá značný
potenciál pro další úpravy a vylepšování. Mezi stěžejní rozšíření by jistě mělo patřit zpro-
voznění přenosu souborů, např. přechodem na jiný modul podporující zpracování XMPP
(SleekXMPP). Dále pak úprava datových podkladů anglického taggeru nástroje NLTK,
díky čemuž by bylo možné zefektivnit a zpřesnit výsledky rozpoznávání slovních druhů
a navazující analýzu větné stavby. Při dlouhodobějším testování robota a sbírání texto-
vých dat z proběhlých komunikací by se dalo jejich analýzou dosáhnout i jakéhosi rozšíření
slovní zásoby robota, což by opět vedlo ke zvětšení uživatelské přívětivosti. Další možnosti
rozšíření funkcionality uvedu v bodech:
• Možnost zaslat upozornění také na definovanou emailovou adresu
• Možnost komplexnějšího upozornění, např. každé ráno v 7:00 zaslat upozornění ob-
sahující výpis všech akcí v daný den
• Možnost hromadné změny parametru u akcí definovaných na základě klíčového slova,
např. nastavit upozornění 1 den předem u akcí obsahujících řetězec
”
birthday“
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• Možnost vypsání volného času v zadaném intervalu
• Možnost zapojit robota do skupinového chatu, kde by při určitém naformátování
zprávy mohl všem zúčastněným uložit např. novou schůzku do jejich kalendářů apod.
• Zahrnout upozornění v závislosti na změně stavu uživatele, nebo u skupinového chatu
na počet přihlášených uživatelů apod.
• Přehled svátků – odpověď na dotaz, kdo má daný den svátek
• Určení, co za den v týdnu bude v dotazovaném datu
• Možnost nechat si vypsat naposledy provedené změny
• Integrace menstruačního kalendáře, podle nastavené délky cyklu a výpočet plodných
dnů
• Integrace rozlišení sudých a lichých týdnů pro variantní upozornění na pravidelné akce
• Nastavení implicitních akcí pro 1. přihlášení uživatele v daný den, týden, měsíc
• Možnost záměny dvou akcí z výpisu
• Možnost přidání dalšího atributu události – poznámka (s možností přidat, odebrat,
změnit)
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Příloha A
Seznam významových sloves
Slovesa Poč. Význam
add 2 nast. upozor. nová událost
alert 2 nast. upozor. typ upozor.
ask 1 typ upozor.
cancel 3 zruš. události zruš. upozor. zruš. periody
create 1 nová událost
deactivate 1 zruš. upozor.
delete 3 zruš. události zruš. upozor. zruš. periody
disable 1 zruš. upozor.
edit 2 zm. události zm. času
export 1 export
change 4 zm. času zm. upozor. zm. události zm. periody
move 2 zm. času zm. upozor.
plan 1 nová událost
postpone 2 zm. času zm. upozor.
remove 3 zruš. události zruš. upozor. zruš. periody
reschedule 3 zm. času zm. upozor. zm. události
set 4 zm. času zm. upozor. zm. události zm. periody
shift 2 zm. času zm. upozor.
show 1 výpis událostí
schedule 4 nová událost zm. času zm. upozor. zm. události
stop 1 zruš. periody
swap 1 zm. události
switch off 1 zruš. upozor.
turn off 1 zruš. upozor.
wait 1 typ upozor.
warn 1 nast. upozor.
write 1 výpis událostí
Tabulka A.1: Podporovaná významová slovesa způsobující provedení daného úkonu
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Příloha B
Obsah CD
Přiložené CD má následující strukturu:
• README – popis této struktury, O programu, Systémové požadavky a instalace
• /source – obsahuje veškeré zdrojové soubory nutné ke spuštění robota (Python 2.6.*)
• /source 2.5 – obsahuje veškeré zdrojové soubory nutné ke spuštění robota (mírně
upravená verze pro Python 2.5.*)
• /modules – obsahuje archivy potřebných modulů
• /technicka zprava – obsahuje tuto technickou zprávu
• /technicka zprava zdroj – obsahuje zdrojové soubory potřebné pro překlad technické
zprávy
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Příloha C
Uživatelský manuál
C.1 O programu
CalendarBot je XMPP robot, pomocí kterého může uživatel spravovat svůj kalendář. Robot
komunikuje v anglickém jazyce pomocí protokolu XMPP. Jediné, co tedy uživatel k jeho
použití potřebuje, je mít instant messaging klienta podporujícího XMPP a vytvořený účet
na jednom z volně dostupných Jabber/XMPP serverů (např. jabber.org, jabbim.com a da-
lší). Poté už stačí si jen přidat robotův kontakt CalendarBot@jabber.org do svého seznamu
kontaktů. Robot uživatele okamžitě autorizuje a zašle mu uvítací zprávu. Od tohoto oka-
mžiku může uživatel začít robota používat.
Uživatel tedy může přidávat, upravovat a odebírat události, může jim nastavit periodu
opakování a zda a kdy chce zaslat upozornění, že se daná akce blíží, přičemž si může vyžádat,
že mu dané upozornění bude chodit opakovaně, dokud jej nepotvrdí. Může si nechat vypsat
všechny události v zadaném intervalu a může si také nechat vyexportovat svůj kalendář
do souboru standardu iCalendar, který je široce podporován a může být naimportován
např. do Google Calendar, KOrganizeru a mnohých dalších aplikací.
Jediná omezení jsou taková, že začátek události musí předcházet konci, upozornění
na událost musí také předcházet konci a nová událost sama o sobě musí být naplánována
v budoucnu. Tato omezení jsou uplatňována při vytváření i úpravě stávajících událostí.
C.2 Systémové požadavky a instalace robota
Robot je vyvinut pro práci v systému GNU/Linux a pro správný chod vyžaduje, aby v sys-
tému byl nainstalován interpret jazyka Python ve verzi 2.6.* (při použití alternativního
kódu i 2.5.*). Dále jsou vyžadovány následující moduly jazyka Python (dne 16. 5. 2011
dostupné v udaných verzích):
• nltk (verze 2.0.1rc1) – http://nltk.googlecode.com/files/nltk-2.01rc1.zip
• xmpppy (verze 0.5.0rc1) – http://sourceforge.net/projects/xmpppy/files/xmpppy/0.5.0-
rc1/xmpppy-0.5.0rc1.tar.gz/download
• dateutil (verze 1.5) – http://niemeyer.net/download/python-dateutil/python-dateutil-
1.5.tar.gz
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Python a potřebné moduly lze nainstalovat buď pomocí systémového správce balíčků
nebo pomocí následujících příkazu zadaných v konzoli s administrátorským oprávněním:
• sudo apt-get install python2.6
• sudo apt-get install python-dateutil
• sudo apt-get install python-xmpp
Modul NLTK nainstalujeme tak, že rozbalíme archiv a v konzoli, po přesunu do takto
vzniklého adresáře, zadáme příkaz sudo python setup.py install. Po nainstalování spus-
tíme interaktivní konzoli Pythonu příkazem python, poté naimportujeme modul NLTK
pomocí import nltk a zadáme příkaz nltk.download(). Tento příkaz po chvilce spustí
správce balíčku s grafickým rozhraním, kde již pak stačí vybrat položku all packages a klik-
nout na tlačítko Download. Po dokončení stahování a instalování balíčků je již vše připra-
veno pro spuštění robota.
Robota spustíme jednoduše příkazem ./main.py, který je třeba zadat po přesunu do
adresáře, kde se nachází veškeré moduly potřebné pro běh programu.
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