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Téma bakalářské práce studuje možnosti využití dat z diagnostického OBD-II portu auto-
mobilů a senzorů mobilního zařízení s operačním systémem Android. Poukazuje na výpočet
nových veličin ze získaných dat a hlavní část bakalářské práce popisuje návrh a implemen-
taci aplikace využívající nově spočítané veličiny ve třech funkcionalitách.
Abstract
This bachelor thesis studies the possibility of using the output data from diagnostic au-
tomotive OBD-II port and several sensors of a mobile device with Android platform. It
demonstrates the computation of several properties based on the measured data. The ma-
jor part of the thesis describes the design and implementation of the application with three
features illustrating the use of these computed properties.
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Palubní počítač je nadstandardní vybavení automobilu, které informuje řidiče dodatečnými
informacemi o průběhu jízdy. Pokud už je součástí automobilu, vyskytuje se v různém pro-
vedení. Od těch nejjednodušších počítačů, které ukazují
”
jen“ průměrnou spotřebu a do-
jezd, po sofistikované systémy, které propojují rádio, navigaci, parkovací čidla apod., a pak
syntetizují informace do LCD panelu umístěného většinou uprostřed palubní desky.
Bakalářská práce se snaží rozšířit stávající možnosti palubních počítačů o nové užitečné
informace pro řidiče. Využívá k tomu diagnostický port automobilu a mobilní zařízení na
platformě Android. Z diagnostického portu můžeme vyčíst mnoho informací o aktuálním
stavu vozidla. Při sloučení těchto informací s hodnotami senzorů v mobilním zařízení lze
pak spočítat odvozené hodnoty, které se dají použít pro zjednodušení řízení.
Na konci druhé a třetí kapitoly jsou rozebrány hodnoty, které se dají získat z mobilního
zařízení platformy Android a z diagnostického portu. Z těchto hodnot je následně ve čtvrté
kapitole provedena syntéza. Zejména se zde pojednává o možných kombinacích hodnot pro
počítání odvozených hodnot.
Odvozené hodnoty vedly k návrhům výsledné aplikace, které jsou spolu s architekturou
aplikace popsány v páté kapitole.
Šestá kapitola obsahuje popis implementace aplikace. Implementovány byly tři funkci-
onality.
Databáze jízd, která ukládá informace o trasách absolvovaných automobilem. Jízdy je
také možné porovnávat v seznamu jízd.
Funkce kontroly pravděpodobnosti nehody. Data z mobilního zařízení jsou v reálném
čase kontrolovány a pokud aplikace nazná, že mohlo dojít k nehodě, reaguje na tuto událost.
Poslední funkcionalitou je plánování tras s ohledem na zbývající palivo v nádrži. Apli-
kace naplánuje trasu od GPS pozice mobilního zařízení k zadané destinaci. Přitom zohlední
dojezd automobilu a v případě nedostupnosti destinace naplánuje tankování u čerpací sta-
nice.
Sedmá kapitola se věnuje testování aplikace. Je zde popsáno určení hodnot mezí pro




Vývoj mobilních zařízení se od raných dob objemných a těžkých telefonů, u kterých jsme byli
rádi, že vůbec chytíme signál a někomu zavoláme, posunul na úroveň, kdy telefony operují
s vyspělým operačním systémem (dále jen OS) a funkce volání je jen malou podmnožinou
dostupných operací, co lze se zařízením dělat. OS zařízení umožňuje dodatečně instalovat
nové aplikace pro rozšíření funkcí mobilního zařízení.
Jedním z OS je Android, který je cílovou platformou aplikace vyvíjené v rámci této
práce. Je to softwarová platforma primárně určená pro mobilní zařízení, kterou vyvíjela
původně společnost Android Inc. založená v říjnu roku 2003. V roce 2005 Google Inc.
odkoupil tuto společnost a vytvořil z ní svoji dceřinou společnost [11]. Nakonec v roce 2007
vzniklo uskupení Open Handset Alliance, které spolu s Google vyvíjí Android dodnes [25].
2.1 Proč Android?
Mobilní platforma byla pro bakalářskou práci vybírána podle několika kritérií.
1. Procentuální poptávka po mobilních zařízeních.
2. Schopnost komunikace přes Bluetooth.
3. Budoucnost platformy.
Z obrázku 2.1 vyplývá, že největší poptávka po mobilních zařízeních s OS je po zařízeních
s OS Android. Zvažoval jsem však i ostatní faktory.
Důležitou roli hrála schopnost spojení systému s adaptérem přes Bluetooth, protože
před zahájením vývoje se mi podařilo výhodně pořídit Bluetooth OBD-II adaptér. Tím
vyřazuji třetí nejžádanější operační systém firmy Apple – iOS, který se dokáže spojit s OBD-
II adaptéry pouze přes WI-FI.
Posledním kritériem je budoucnost OS. Nokia nejnovější telefony vybavuje hlavně Win-
dows Phone 7. Z toho důvodu vyřazuji i druhý nejžádanější systém Symbian.
OS Android dopadl v požadovaných kritériích nejlépe. Umožňuje spojení s adaptérem
přes Bluetooth, je po něm největší poptávka a o budoucnost se není třeba bát díky stálému
vývoji nových verzí a interakcí ze strany Google Inc. Android mimo jiné poskytuje výborně
propracované vývojové prostředí, tudíž i celkově uživatelsky přívětivější vytváření aplikace
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Obrázek 2.1: Celosvětový podíl prodeje mobilních operačních systémů na trhu v druhé
čtvrtině roku 2011 [15]. Graf založen na údajích firmy Gartner [14].
pro daný systém a je otevřený1. Výhodou může být i to, že verze Androidu Ice Cream
Sandwich dovoluje implementovat aplikace fungující jak na telefonu, tak i na tabletu.
2.2 Architektura OS Android
OS Android používá pětivrstvou architekturu znázorněnou na obrázku 2.2.
• Jádro – je postaveno na Linuxu verze 2.6. Zajišťuje podporu pro základní systémové
služby: zabezpečení, správa paměti a procesů, síťová obsluha a model ovladačů. Jádro
dále zajišťuje komunikaci mezi hardwarem a zbytkem systému.
• Android Runtime – vrstva obsahuje sadu knihoven, které poskytují většinu funkcio-
nality knihoven programovacího jazyka Java. Součástí je i virtuální stroj Dalvik virtual
machine. Každá aplikace je pouštěna v nové instanci tohoto virtuálního stroje.
• Knihovny – vrstva s knihovnami C/C++, které používají komponenty systému An-
droid. K dispozici jsou od standardních C systémových knihoven po knihovny pro
práci s médii, 3D grafikou, SQLite databází a další.
• Aplikační framework – aplikační architektura je navrhnuta způsobem, který se snaží
zjednodušit znovupoužití komponent. Všechny aplikace mohou publikovat svoje me-
tody a další aplikace k nim má potom přístup. Stejně tak uživatel může tyto metody
nahradit jinými metodami.
1OS Android je open source projekt a většina jeho kódu je dostupná pod licencí Apache Software License
2.0.
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Obrázek 2.2: Architektura OS Android [7].
• Aplikace – nejvrchnější vrstva, která obsahuje základní aplikace zabudované do sys-
tému. Např. kalendář, mapy, kontakty, program na posílání SMS a další. Všechny tyto
aplikace jsou napsány v programovacím jazyce Java.
2.3 Struktura aplikace
Aplikace pouštěné na OS Android jsou primárně napsány v programovacím jazyce Java.
Existuje zde i možnost psát v C/C++ pomocí Native development kit. Doporučováno je to
však jen v případě časti aplikací, které jsou kritické na rychlé a paměťově náročné zpraco-
vání.
Výsledná aplikace je zkompilována do byte kódu, který je nutné pro možnou interpretaci
na Android zařízení konvertovat do formátu dex (Dalvik Executable). Přestože je Java
interpretovaný jazyk, tato konverze je nutná z důvodu použití jiného typu virtuálního stroje
na OS Android – Dalvik virtual machine.
Android aplikace se skládají ze čtyř hlavních komponent, které jsou implementovány
formou tříd. Každá komponenta plní specifickou roli, kterou je ovlivněno výsledné chování
aplikace. Typy komponent [2]:
• Activity – reprezentuje jednu obrazovku uživatelského rozhraní. Všechny odvozené
třídy od Activity (dále překládána jako aktivita) fungují nezávisle na sobě a společně
vytváří grafický design aplikace. Třída Activity může být volána i z jiné aplikace.
• Service – provádí služby na pozadí a neblokuje uživatelské prostředí od volání aktivit.
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Používá se například pro přehrávání hudby nebo stahování dat.
• Content providers – spravuje data aplikace. Data je možné uložit lokálně, do data-
báze nebo na web. Mohou být také sdílená s dalšími aplikacemi.
• Broadcast receivers – používají se pro oznamování události v systému. Např. zob-
razí informační ikonu ve stavovém řádku. Většinou implementují komunikaci s jinými
komponentami.
Unikátní vlastností OS Android je, že jakákoliv aplikace může spustit komponentu jiné
aplikace. Implementace aplikace obsahuje i soubor AndroidManifest.xml specifikující veš-
keré komponenty obsažené v aplikaci. Kromě toho definuje i přístupová práva aplikace,
minimální úroveň API (verze OS Android) pro spuštění aplikace, hardwarové a softwarové
požadavky na zařízení, použité knihovny a další.
2.3.1 Průběh volání zděděných funkcí v aktivitě
V průběhu
”
života“ řídicích tříd se volá sedm callback metod [1]. Podle toho, v jaké fázi se
nachází třída vůči kontextu. Rozeberu zde jednotlivé metody aktivity a naznačím rozdíly
oproti Service, neboť obě komponenty jsou použity v implementaci.
1. onCreate() – metoda je zavolána, když systém poprvé aktivitu vytváří. Je to vhodná
chvíle pro vytvoření obrazovek, přiřazení ukazatelů na prvky obrazovek, . . . inicializace
veškerých neměnných proměnných třídy.
2. onRestart() – volá se, když je aktivita
”
oživena“ ze stavu Stopped před zavoláním
onStart().
3. onStart() – těsně před tím, než uživatel uvidí novou aktivitu, je vykonána tato me-
toda.
4. onResume() – aktivita je již viditelná. Uživatelský vstup je přesměrován do aktivity.
V této fázi se nacházíme, dokud nás uživatel (případně nějaká výjimka) neukončí.
5. onPause() – jiná aktivita se hlásí o kontext,
”
naše“ aktivita je pozastavena, ale před
pozastavením se provede kód v této metodě. Kdykoliv po zavolání této metody je
možné, že systém aplikaci zabije, pokud se nevrátí zpátky do jednoho z předchozích
stavů.
6. onStop() – aktivita přestala být viditelná. Situace nastane buď při přepnutí aktivity,
nebo při ukončení aktivity.
7. onDestroy() – před finálním ukončení aktivity je zavoláno onDestroy(). Buď ukončil
aktivitu uživatel, nebo systém z důvodu uvolnění zdrojů.
Diagram volání metod je možno vidět na obrázku 2.3. V jeden okamžik může mít kontext
jen jedna aktivita.
Komponenta Service má volání zjednodušené [6]. V OS Android existují dva typy Ser-
vice. Vázaný na jednu nebo více aktivit a volně spuštěný Service (nevázaný na aktivitu).
V implementaci je použit nevázaný Service. Liší se od aktivity tím, že má jen metody
onCreate() – po vytvoření služby, onDestroy() – před ukončením a onStartCommand() –
místo pro smyčku služby na pozadí.
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Obrázek 2.3: Životní cyklus aktivity [1].
2.4 Přístup k senzorům mobilního zařízení a dostupná data
V sofistikovanějších mobilních zařízeních se nachází čidla interagující s okolním prostředím.
Např. akcelerometr měřící zrychlení působící na zařízení v jednotlivých osách. OS Android
k těmto čidlům přistupuje přes tzv. senzory. Dostupné senzory a jednotky jejich dat vysti-
huje výčet:
• Akcelerace v osách – dostupná buď včetně gravitačního zrychlení, nebo bez. Vy-
stihuje akceleraci, která působí na mobilní zařízení v jednotlivých osách. Jednotky:
m/s2
• Gravitační zrychlení působící v jednotlivých osách. Použitelné například pro počí-
tání orientace mobilního zařízení vzhledem k Zemi. Jednotky: m/s2
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• Gyroskop – úhlová rychlost zařízení okolo os X,Y,Z.
• Vektor náklonu –< x, y, z >
• Magnetické pole v osách X, Y, Z. Pro počítání orientace mobilního zařízení vzhle-
dem k severnímu pólu (kompas). Jednotky: µT
• Intenzita osvětlení – hodnota osvětlení čidla, které je umístěno většinou u displeje.
Vhodné pro úpravu jasu displeje. Jednotky: lux
• Atmosferický tlak – klesá s rostoucí výškou od moře. Využití pro počítání nad-
mořské výšky. Jednotky: hPa
• Senzor přiblížení – vzdálenost předmětu od čidla přiblížení. Většinou použité pro
zhasínání displeje u telefonování. Jednotky: cm
• Relativní vlhkost vzduchu v %
• Absolutní vlhkost vzduchu v %
• Okolní teplota ve ◦C
K senzorům ve výčtu lze přistoupit pomocí tříd android.hardware.Sensor a android.
hardware.SensorEvent. Dále je možné naslouchat senzorům pomocí rozhraní android.
hardware.SensorEventListener a (od)registrovat naslouchání pomocí třídy android.
hardware.SensorManager. Všechny senzory z výčtu nemusí být dostupné. Záleží na vý-
bavě konkrétního mobilního zařízení.
Zvláštním typem senzoru je GPS přijímač, který poskytuje několik informací. GPS data
jsou znázorněna ve výčtu:
• Čas – aktuální čas ve tvaru unixového času – počet milisekund od 1.1.1970.
• Pozice – GPS souřadnice tvořené zeměpisnou šířkou a výškou.
• Přesnost – na kolik metrů je přesná přijímaná GPS pozice.
• Rychlost, jakou se mobilní zařízení pohybuje v km/h.
• Výška – měřená v metrech nad mořem.




Pod pojmem OBD-II1 adaptér si lze představit zařízení s informačními led diodami veli-
kosti kolem 9 x 4,5 x 2,5 cm (ovlivněno např. provedením připojení – Bluetooth, WI-FI,
sériový kabel, USB, . . . ), které má na jedné straně OBD-II port, znázorněný na obrázku
3.1. Adaptér umožňuje v reálném čase číst hodnoty z řídicí jednotky automobilu (dále jen
ECU = engine control unit). Hodnoty jsou původně určeny pro diagnostiku automobilů,
ale pokud je dobře zkombinujeme, mohou nám posloužit i jinak.
Adaptér je v této bakalářské práci použit ve formě mikrokontroléru ELM 327, verze 1.4,
který se připojuje do diagnostického portu automobilu se standardem OBD-II. V Evropě
přesněji EOBD2.
Obrázek 3.1: Schéma OBD-II portu (vlevo) – norma je placená, obrázek pochází z neofici-
álního zdroje [24]. Ukázka ELM 327 adaptéru (vpravo) [8].
3.1 Způsob komunikace
Automobily podporují pět základních protokolů, které mikrokontrolér zapouzdřuje do séri-
ové linky RS-232 [13]. Všechny protokoly musí implementovat základní sadu diagnostických
1OBD značí zkratku On-Board Diagnostics. Volně přeloženo jako palubní diagnostika. OBD-II je norma.
2Evropská forma standardu OBD-II.
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OBD-II dotazů.
Adaptér přijímá dva druhy příkazů:
• Komunikace s mikrokontrolérem – příkazy začínají písmeny AZ a nastavují chování
mikrokontroléru.
• Interpretace příkazu pro řídicí jednotku – psán je v hexadecimálním kódu a vyjadřuje
standardizovaný OBD-II dotaz nebo dotaz specifický pro daný protokol.
Použitý adaptér dále zapouzdřuje tuto komunikaci přes Bluetooth rozhraní. Syntaxe
sériové komunikace je detailněji popsána v ELM 327 datasheet [13]. Pro účely komunikace
s adaptérem byla zvolena volně dostupná Android knihovna libvoyager od firmy GTOSoft
LLC [21]. K dispozici byl ještě projekt android-obd-reader [10], který se mi ale na poprvé
nepodařil zkompilovat a doba reakce autorů na dotazy byla přibližně jeden měsíc. Pro
porovnání – autor knihovny libvoyager odepsal většinou do druhého dne.
3.2 Dostupné hodnoty
Následující výčet popisuje dostupné OBD-II hodnoty pomocí libvoyager knihovny. Některé
diagnostické údaje byly vynechány, zejména kyslíkové a lambda senzory použité např. pro
měření emisí, z důvodu nepraktického použití v bakalářské práci.
• Počet chybových kódů řídicí jednotky – aktuální počet chybových kódů, které
poukazují na problémy či upozornění se stavem automobilu.
• Zatížení motoru – počítaný použitý výkon motoru v procentech.
• Teplota chladicí kapaliny – udává, jak moc je zahřátý motor. Digitální hodnota
ukazatele, který se ve většině případů nachází na palubní desce. Jednotky: ◦C
• MAP (manifold absolute pressure) – hodnota senzoru, který se používá u motorů
typických vstřikováním paliva. Měří tlak v potrubí, které vede palivo smíchané se
vzduchem. Podle této hodnoty lze určit, jaké je proudění paliva do válců. Když je tlak
malý, do válců jde málo paliva. S narůstajícím tlakem jde do válců naopak více paliva.
Bakalářská práce tuto hodnotu používá pro počítání objemu nasávaného vzduchu do
motoru. Jednotky: kPa
• Otáčky motoru – počet otáček za minutu – RPM (rounds per minute).
• Rychlost vozidla – jednotky: km/h
• Teplota nasávaného vzduchu – jednotky: ◦C.
• Objem nasávaného vzduchu (MAF - mass air flow rate) – některé automobily
nemají hodnotu dostupnou. V případě automobilu použitého pro testování bakalářské
práce tato hodnota chyběla a bylo třeba ji dopočítat. V bakalářské práci je využita
pro počítání aktuální spotřeby paliva. Jednotky: gramů/sec
• Poloha plynu (podle ECU) – ECU polohu plynu nastavuje sama podle polohy
zmáčknutí táhla plynového pedálu. Hodnota udává procentuální otevření plynu
”
uv-
nitř motoru“. Toto řešení je z důvodu, aby ECU mohla regulovat plyn v propojení
například se systémy ESP (elektronický stabilizační program) apod.
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• Doba běhu motoru od nastartování – jednotky: sec
• Počet ujetých km s rozsvícenou kontrolkou motoru – pokud se stane nějaká
porucha na motoru, hlášeno je to kontrolkou na palubní desce. Tato hodnota udává,
kolik se ujelo km s poruchou.
• Zbývající palivo – procentuální hodnota zbývajícího paliva v nádrži.
• Počet ujetých km od vymazání chybových kódů
• Barometrický tlak měřený u vozidla – jednotky: kPa
• Venkovní teplota – jednotky: ◦C
• Typ paliva – zakódovaná hodnota typu paliva: diesel, benzín, elektrická baterie, hyb-
ridní diesel, . . .
• VIN číslo
Databáze PID3 sice není volně dostupná (norma je placená), ale zbytek definic PID
lze zjistit na stránce Wikipedie [30]. Všechny podporované PID kódy knihovnou libvoyager
lze nalézt na přiloženém CD ve zdrojovém kódu knihovny v souboru, který plní databázi:
libvoyager/assets/schema.sql.




Po zjištění dostupných dat senzorů mobilního zařízení a dat OBD-II adaptéru následuje roz-
bor počitatelných veličin. Před samotným rozborem bych pro srovnání uvedl pár stávajících
aplikací pro platformu Android na trhu a jejich funkce.
4.1 Stávající aplikace na trhu
• Torque – nástroj pro diagnostiku automobilu, který umožňuje získávat a nahrávat
na server v reálném čase hodnoty OBD-II senzorů, případně je zobrazit v tabulkách
a grafech. Dokáže zobrazit a mazat chybové kódy. Ukládá trasy, které lze zobrazit na
mapě.
• DashCommand – funkčně podobná aplikace jako Torque. Je však mnohonásobně
dražší a nabízí oproti Torque například možnost načíst si závodní dráhu z GPS (musíte
okruh několikrát projet kvůli načtení) a pracovat s ní.
4.2 Odvozené hodnoty
Následující odrážky představí několik dostupných hodnot, které budou uvedeny v nadpise,
a rozeberou jejich možné použití pro počítání nových hodnot.
• Akcelerace v osách, instance připojení k adaptéru, rychlost – při větší akcele-
raci v nějaké ose doprovázené prudkým poklesem rychlosti a případně pak odpojením
od adaptéru je pravděpodobné, že se vyskytla nehoda v silničním provozu.
• GPS pozice, průměrná spotřeba paliva, stav paliva v nádrži – místa, ke kte-
rým je možné dojet s aktuálním stavem nádrže, případně oblast na mapě. Při zadání
konkrétního místa lze z Google Maps načíst trasa. Porovnáním její délky s dojez-
dem automobilu určíme, jestli je zadaná destinace dosažitelná. Pokud není, můžeme
spočítáním dojezdu zobrazit čerpací stanice, ke kterým lze dojet a jsou v blízkosti
maximálního dojezdu na trase.
• GPS pozice, rychlost automobilu, uložená trasa, venkovní teplota – vliv tep-
loty na rychlost automobilu v pravidelně projížděném úseku, který byl v předchozích
jízdách uložen s hodnotami rychlosti a GPS pozice. Případně by se mohl počítat
i rozdíl rychlosti v úseku od průměrné minulé rychlosti v úseku.
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• Instance připojení k adaptéru, VIN číslo – rozpoznání použití jiného vozidla.
Hodnota VIN nebyla v testovaném automobilu dostupná, proto není tato odvozená
hodnota dále do bakalářské práce uvažována.
• MAP, objemová účinnost motoru, otáčky motoru, teplota nasávaného vzdu-
chu, zdvihový objem [31] – dopočítání hodnoty objemu nasávaného vzduchu. Auto-
mobil použitý pro bakalářskou práci neměl tuto hodnotu dostupnou v OBD-II kódech.
Hodnota je potřeba k počítání proudění paliva. Z uvedených parametrů lze dopočí-
tat hodnotu objemu podle vzorce 4.1 (vizte stranu 40 v [26]), který popisuje, jak
počítá objem nasávaného vzduchu aplikace DashCommand. Vzorec je použitelný pro













MAF [g/s] – objem nasávaného vzduchu
MAP [kPa] – tlak v potrubí vedoucí palivo se vzduchem do válců
IAT [K] – teplota nasávaného vzduchu
M [g/mol] – molární hmotnost vzduchu
R [J/(K*mol)] – plynová konstanta vzduchu
RPM [ot./min] – otáčky motoru
ED [l] – objem motoru
VE [%] – objemová účinnost motoru
• Objem nasávaného vzduchu, rychlost automobilu – průměrná spotřeba paliva
v litrech na 100 km. Jak spočítat počet mílí na galon pojednává [32], odkud jsem
vycházel při sestavování vzorce 4.2. Bakalářská práce však potřebuje údaj spotřeby
v litrech na 100 km. Pokud budeme uchovávat průměrnou rychlost a průměrný tok
paliva za hodinu, lze vyjádřit průměrnou spotřebu v l/100 km pomocí vzorce:





Výpočet toku paliva je o něco složitější a počítá se podle vzorce 4.3 (vizte stranu 27
v [26]).
(tok paliva[l/h]) =
(objem nasávaného vzduchu[l/h]) ∗ 0.001
(optimální poměr vzduchu k palivu) ∗ (hustota paliva[kg/m3])
(4.3)
Objem nasávaného vzduchu se násobí konstantou 0,001, kvůli převodu litrů na metry
krychlové. Optimální poměr vzduchu k palivu je konstanta, kterou dodržuje ECU
[29]. Její hodnota je 14,7:1 (vzduch:palivo). Vzorec výpočtu toku paliva je použitelný
pro čtyřtaktní atmosferické zážehové motory.
V rámci bakalářské práce jsem prováděl experimentální ověření výše zmíněných vzorců.
Vizte podkapitolu 7.5.
• Otáčky motoru, rychlost automobilu – sledováním průběhu otáček a rychlosti
v čase by bylo možné aplikaci naučit převodový poměr a mohla by časem určovat
zařazený převodový stupeň, který není dostupný v OBD-II kódech. Přeřazení rychlosti
na vyšší stupeň doprovází prudký pokles otáček a následný prudký nárůst otáček.
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Rychlost po přeřazení stoupá pomaleji. Při podřazení je tomu naopak. Pokud bychom
průběh sledovali, mohli bychom najít vzory pro různé automobily a následně i poměry
otáček k rychlosti v daných převodových stupních.
• Otáčky motoru, rychlost automobilu, teplota chladicí kapaliny, zatížení
motoru – pokud uživatel auta jezdí při velkém zatížení motoru na vysoké otáčky
s nezahřátým motorem, má to za následek zkracování životnosti motoru. O chování
k motoru lze nalézt rozhovor se šéfem vývoje motorů a podvozků automobilky Škoda
Martinem Hrdličkou [33]. Hodnoty lze sledovat. Možný výstup je varování či nahlášení
další osobě při nekorektním chování řidiče. Např. při častém užívání nezahřátého




Kapitola návrhu se věnuje cílovému zaměření aplikace a z dostupných a počitatelných hod-
not předchozí kapitoly vybírá vhodné kandidáty pro spolupráci na výsledných funkcích
aplikace.
Jelikož OS mobilního zařízení byl zvolen již v počátku bakalářské práce, rovnou přejdeme
k návrhu aplikace. V počátku návrhu bude věnováno několik odstavců možným hlavním
funkcím aplikace, ze kterých bude následně vybrána jedna nebo více spolupracujících funkcí:
• Databáze jízd – ukládání rychlosti automobilu, spotřeby paliva a GPS pozice v pra-
videlném časovém intervalu do souboru. Dále uložené datum, délka jízdy a celková
spotřeba. Aplikace si postupně tvoří detailní databázi jízd. Jízdy jsou dostupné v se-
znamu s detaily o trase. Po kliknutí na konkrétní jízdu se jízda ve spolupráci s Google
Maps vykreslí na mapu.
• Indikátor nehody – při zpomalení automobilu překračujícím limitní hodnotu na
určitém časovém úseku doprovázené vyšším akceleračním zrychlením je pravděpo-
dobné, že došlo k nestandardní situaci v silničním provozu, případně i k nehodě. Jako
reakce zařízení by byl časový interval, ve kterém je možné stornovat odeslání nouzové
SMS zprávy s GPS pozicí automobilu, časem a změnou OBD-II chybových kódů.
• Plánování trasy s ohledem na palivo – uživatel si zvolí cíl trasy. Podle současné
GPS pozice, stavu nádrže a průměrné spotřeby se vykreslí mapa trasy a zjistí se,
jestli je cíl dosažitelný se zbývajícím palivem v nádrži. Pokud není, uživatel je varován
a na mapu se vykreslí jedna nebo více čerpacích stanic, kde by měl v průběhu cesty
natankovat palivo. V průběhu cesty je kontrolováno následování vykreslené trasy.
V případě odchylky od trasy je trasa překreslena. Poloha místa k natankování je
v průběhu cesty aktualizována v závislosti na průměrné spotřebě na dané trase.
Ve finální verzi aplikace byly nakonec implementovány všechny tří funkcionality.
5.1 Návrh architektury
Aplikace předpokládá užití knihovny libvoyager, která je primárně navrhnuta pro spolupráci
s aktivitou. Od toho se odvíjel i další návrh. Bylo nutné vytvořit architekturu, která bude
naslouchat data z OBD-II adaptéru v aktivitě a přitom vykonávat funkce zmíněné v úvodu
kapitoly. Architektura je znázorněna na obrázcích 5.1 a 5.2. Je založena na řízení aplikace
ze čtyř základních tříd.
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Obrázek 5.1: Architektura řídicích tříd aplikace – Aktivity
Obrázek 5.2: Architektura řídicích tříd aplikace – Service
• MainActivity – jádro aplikace dědící od třídy MapActivity (kvůli zobrazení mapy
v aktivitě). Stará se o interakci s hlavními obrazovkami grafického uživatelského pro-
středí (dále jen GUI). Ukládá a načítá nastavení aplikace. Zapouzdřuje připojení
k OBD-II adaptéru a následný příjem dat. Počítá průměrnou a aktuální spotřebu,
rychlost. Realizuje zobrazení trasy a čerpacích stanic na mapu s kontrolou dojezdu .
Po vykreslení kontroluje následování trasy řidičem.
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Součástí třídy MainActivity jsou třídy LogData a CheckGasStationsChange. In-
stance třídy CheckGasStationsChange v pravidelném časovém intervalu kontroluje,
jestli se nezměnil dojezd natolik, aby bylo nutné překontrolovat umístění čerpacích
stanic. Instance třídy LogData periodicky ukládá data o trase.
MainActivity také implementuje abstraktní třídu LocationResult, prostřednictvím
které přijímá nové GPS souřadnice z instance třídy GPSLocation.
• RouteListActivity – aktivita dědící od ListActivity. Dědičnost je použita z dů-
vodu zobrazení seznamu jízd.
Aktivita dále obsahuje třídu BackgroundLoadRoutes. Instance této třídy načítá se-
znam jízd ze souborů na pozadí při vytvoření aktivity.
• ShowRouteOnMapActivity – aktivita, která má za úkol vykreslit již projetou trasu na
mapě.
Aktivita obsahuje třídu BackgroundShowRoute. Prostřednictvím její instance načte
zvolenou trasu ze souboru na pozadí při vytvoření aktivity.
• AccelerometerService – komponenta Service, která přijímá akcelerační zrychlení pů-
sobící na mobilní zařízení pomocí implementovaného rozhraní AccelerometerListener
a kontroluje překročení jeho meze.
5.2 Výběr mapových podkladů
Jako mapový podklad tras byl zvolen Google Maps [3]. K dispozici byly ještě například
otevřené mapové podklady OpenStreetMap [12] a Bing Maps [23] dostupné pod licencí
Microsoft Public License. Výhoda Google Maps je však v tom, že implementace Google
Maps do Android aplikace je jednoduchá, protože mapy nabízí přímo Google, který se po-
dílí na vývoji OS Android. Podklady jsou také k dispozici zdarma, zároveň jsou pravidelně
aktualizovány a poskytují ověřené informace. Google dále nabízí několik API, které k ma-
pám dodávají např. souřadnice trasy na mapě, význačná místa a další. Nevýhoda Google
Maps a Bing Maps je, že se musí mapy před zobrazením stahovat z internetu.
5.3 Grafické uživatelské rozhraní
MainActivity se skládá z pěti obrazovek. Vizte obrázky 5.3 a 5.4.
1. Mapové podklady od Google Maps, na které se následně dávají další vrstvy v podobě
trasy, aktualizované pozice mobilního zařízení a případných čerpacích stanic.
2. OBD hodnoty – otáčky, rychlost, stav paliva, GPS pozice, spotřeba a dojezd, které
jsou aktualizovány v reálném čase po připojení k adaptéru.
3. Nastavení aplikace určující, jestli se bude mapa centrovat na polohu mobilního za-
řízení, telefonní číslo pro nouzové SMS zprávy, velikost palivové nádrže, mez akce-
leračního zrychlení. Dále povolení kontroly akcelerometru, ukládání OBD-II hodnot
trasy, nastavení periody ukládání hodnot, objemu motoru, objemové účinnosti mo-
toru, velikosti a přesahu kontrolovaného obdélníku při následování trasy. Poslední
dvě nastavitelné hodnoty jsou limita rozdílu dojezdu, která je vysvětlena vzorcem 6.2
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Obrázek 5.3: Návrh GUI aktivity MainActivity, obrazovky 1 – 3
Obrázek 5.4: Návrh GUI aktivity MainActivity, obrazovky 4 – 5
v podkapitole 6.1.5, a počet rezervních km, který je také více rozveden v podkapitole
6.1.5.
4. Textové pole na vepsání cíle trasy, tlačítka pro nastavení cíle, zrušení kontroly násle-
dování trasy a smazání vykreslené trasy.
5. Stavová obrazovka vystihující stav připojení k OBD-II adaptéru.
Přepínání mezi obrazovkami je pomocí tlačítka menu, které vyvolá softwarové klávesy.
Mezi klávesami je i klávesa pro otevření aktivity RouteListActivity.
RouteListActivity obsahuje jedinou obrazovku se seznamem jízd. ShowRouteOnMap-
Activity má také jen jednu obrazovku, na které je mapový podklad s přidanou trasou.
Pro obrázky vizte podkapitolu 6.3.
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5.4 Komunikace s OBD-II adaptérem
Pro plánování tras a ukládání informací o trase je nutný neustálý kontakt s OBD-II adapté-
rem. Jedna instance komunikace je limitována na jednu aktivitu1. Z toho důvodu je jádrem
aplikace hlavní aktivita MainActivity, která řídí veškerou komunikaci s OBD-II adaptérem.
5.5 Databáze jízd
Do databáze jízd se zaznamenávají jednotlivé trasy. Děje se tak v MainActivity pomocí
instance třídy Logger. Ukládají se užitečné hodnoty na porovnání tras. Ty jsou načteny po
spuštění RouteListActivity a zobrazeny v seznamu. Právě kvůli zobrazení v seznamu jsou
jízdy načteny v jiné aktivitě. OS Android potřebuje pro vykreslení seznamu v aktivitě dědit
z třídy ListActivity a hlavní aktivita jíž kvůli zobrazení map zdědila z třídy MapActivity
(Java nepodporuje vícenásobnou dědičnost).
Po kliknutí na položku seznamu je zaznamenaná jízda vykreslena na mapu v nové ak-
tivitě ShowRouteOnMapActivity.
5.6 Kontrola akceleračního zrychlení
Počítání mezní hranice akceleračního zrychlení je odsunuto do komponenty Service Acce-
lerometerService spolupracující s MainActivity. V případě, že zrychlení přejde přes
stanovenou mez, vyvolá se událost v MainActivity, která má za následek varování na
displeji ve formě dialogu. Při stornování dialogu do časového limitu se nic neděje. V opačném
případě je odeslána nouzová SMS zpráva.
5.7 Plánování trasy s ohledem na palivo
Jedna z obrazovek MainActivity bude obsahovat mapu od Google Maps. Když bude signál
z GPS satelitů dostatečný pro určení polohy, začne se na mapě zobrazovat ikonka určující
aktuální polohu mobilního zařízení. Se získanou polohou lze plánovat trasu na destinaci,
kterou určí uživatel. Jakmile je destinace dodána, načte se průběh trasy z Google Maps,
který je následně na mapu vykreslen. V této fázi proběhne i kontrola dosažitelnosti cíle.
V případě nedostatečného množství paliva pro cestu bude řidič varován a na mapu budou
přidány čerpací stanice, kde by měl natankovat.
1Bakalářské práci se nepodařilo přijít na způsob, jak přijímat data z OBD-II adaptéru pomocí
knihovny libvoyager v komponentě Service. Knihovna nabízí i pomocnou třídu pro komunikaci s adap-
térem ServiceHelper, ale prostřednictvím této třídy se nepodařilo navázat spojení s adaptérem. Budoucí




V této kapitole rozeberu vlastní implementaci návrhu z předchozí kapitoly a konkrétní řešení
jednotlivých funkcionalit aplikace.
Pokud bychom vyvíjeli aplikaci, která nepoužívá žádnou neoficiální knihovnu, začal
bych výběrem verze systému Android. Vývoj je však vázán na knihovnu libvoyager, která
potřebuje nejméně verzi Androidu 2.2, a v průběhu práce jsem nenarazil na žádné limitace
způsobené verzí, takže i finální aplikace používá minimálně verzi Androidu 2.2.
Na obrázku 6.1 je graf ukazující podíl používaných verzí Androidu na trhu. V součtu
12,8 % mobilních zařízení používá menší verzi Androidu než 2.2. Je to tedy osminová ztráta
trhu. Nicméně, výrobci mobilních zařízení dnes nabízí bezplatný upgrade použitých OS
Android na vyšší verzi, takže uživatel, který bude chtít aplikaci použít, si jen zaktualizuje
OS.
Obrázek 6.1: Podíl verzí systému Android na trhu k 1.5.2012 [5].
Implementace proběhla ve vývojovém prostředí Eclipse s pluginem Android Develop-
ment Tools a také pomocí Android SDK Tools. Jako programovací jazyk byl zvolen jazyk
Java. Detailní popis, jak připravit počítač na vývoj, lze nalézt v odkazu [4].
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6.1 Hlavní aktivita – třída MainActivity
Jak již bylo naznačeno v kapitole o návrhu, třída MainActivity se stará o většinu chodu
aplikace a je spouštěna jako vstupní třída aplikace.
6.1.1 Spojení s OBD-II adaptérem
Z důvodu použití OBD-II dat byl první podstatný implementační cíl navázání spojení a zís-
kávání dat z adaptéru. Knihovna libvoyager vývojáři ulehčuje práci a zařídí vše od Blueto-
oth připojení k adaptéru až po příjem dat s konkrétním OBD-II kódem.
Nejdříve je nutné najít ELM 327 mikrokontrolér v okolí. To má za úkol třída Activity-
Helper. Její instance vyhledává v okolí Bluetooth zařízení a pokud najde nějaké s před-
definovaným jménem, zavolá callback metodu1. O nalezení adaptéru jsme informováni pro-
střednictvím předem zaregistrované instance třídy EventCallback a její callback metody
onELMDeviceChosen, která je volána s jediným parametrem – MAC adresou adaptéru. MAC
adresu si metodou uchováme. Třídu registrujeme metodou ActivityHelper.register-
ChosenDeviceCallback(EventCallback).
Následně známe MAC adresu adaptéru a je třeba ustanovit spojení. Inicializujeme data-
bázi OBD-II kódů ve třídě DashDB a vytvoříme instanci třídy HybridSession. Ta se připojí
k adaptéru s danou MAC adresou a o svém stavu nás opět informuje pomocí callback metod
třídy EventCallback2. Po oznámení stavu funkčního připojení stačí jen zaregistrovat číslo
OBD-II kódu pomocí metody HybridSession.getRoutineScan().addDPN("jméno kódu")
a hodnota kódu bude pravidelně poslána v callback metodě onDPArrived. Neregistrují se
přímo PID hodnoty kódů, ale jejich názvy, které jsou namapovány na kódy v SQL databázi
inicializované před připojením. Mapování kódů nalezneme na přiloženém CD v souboru,
který plní databázi: libvoyager/assets/schema.sql.
6.1.2 Výpočet spotřeby paliva
Spotřebu paliva potřebujeme k určení dojezdu automobilu. Dojezd a jeho dílčí mezivýpočty
jsou počítány v instanci třídy Consumption. Spotřeba se počítá podle vzorců z podkapitoly
odvozených hodnot: 4.1, 4.2, 4.3. Automobil použitý pro testování měl čtyřtaktní atmosfe-
rický zážehový motor, proto použité vzorce a implementace počítají s tímto druhem motoru.
Výpočet průměrného toku paliva je proveden po každém příjmu jedné z hodnot: otáčky
motoru, MAP, teplota nasávaného vzduchu. Hodnoty jsou potřebné k počítání objemu
nasávaného vzduchu a tedy i aktuálnímu toku paliva v litrech za hodinu. Tok se ukládá
jako součet toků od nastartování vozidla společně s počtem připočtených toků (pro počítání
aritmetického průměru, který je brán jako průměrný tok paliva).
K počítání spotřeby je nutné vědět ještě průměrnou rychlost, která je počítána od rozjetí
automobilu jako aritmetický průměr. Kdykoliv je přijata hodnota rychlosti automobilu
z adaptéru, průměrná je rychlost zaktualizována.
Po inicializaci instance třídy Consumption a zavedení prvních hodnot pro počítání toku
paliva si průměrnou spotřebu můžeme vyžádat metodou calculateAverageConsumption.
Je určována podle vzorce 4.2.
1Zde je hlavní nevýhoda knihovny. Neumožňuje zadat jméno Bluetooth zařízení a používá jen tři před-
definované konstantní řetězce s názvy, které jsou zkompilovány přímo do knihovny. Název mého Bluetooth
adaptéru byl dodatečně přidán. Budoucí práce na aplikaci mají v plánu opravit knihovnu, aby šlo vybírat
okolní dostupné adaptéry.
2Třída EventCallback je použita pro obsluhu veškerého callback volaní z knihovny.
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Hodnota dojezdu se navrátí při zavolání metody calculateRange. Pro počítání dojezdu
však musí být inicializována i hodnota aktuálního stavu paliva v nádrži. Dojezd je pak
počítán jednoduchým vzorcem:
dojezd[km] =
(velikost nádrže[l]) ∗ (stav paliva v nádrži[%])
průměrná spotřeba[l/100 km]
(6.1)
6.1.3 Příjem GPS pozice
Práce s mapami se neobejde bez aktuální GPS pozice. Její příjem obstarává instance třídy
GPSLocation. Zavoláním metody getLocation se zaregistruje příjem GPS dat. GPS sou-
řadnice jsou předávány pomocí abstraktní třídy LocationResult a její abstraktní metody
receivedLocation, jejichž implementace je součástí MainActivity.
Pro zdroj GPS souřadnic byly zvoleny pouze satelity, protože data o pozici od telefon-
ního operátora (z BTS) a z lokace IP adresy WI-FI přístupového bodu nebyly dostatečně
přesné pro kontrolu následování trasy řidičem.
Poslední GPS souřadnice se uchovávají v instanci třídy FollowChecker, o které pojed-
nává podkapitola 6.1.6.
6.1.4 Mapy
Hned první obrazovka aktivity MainActivity jsou mapy. Zobrazují mapový podklad Google
Maps, aktuální pozici, trasy a čerpací stanice.
Implementace překrývání mapy trasou a získání trasy byla inspirována volně dostupným
projektem j2memaprouteprovider [22].
Zobrazení map
Aktivita zobrazující mapy musí dědit od MapActivity [3] a překrýt metodu isRoute-
Displayed, která podle licenčních podmínek Google Maps [16] navrací logickou hodnotu
vyjadřující, jestli se nachází na mapových podkladech vrstva s trasou.
Mapy jsou do XML souboru s uživatelským rozhraním pro danou obrazovku vloženy
prvkem com.google.android.maps.MapView. Jeden z jeho atributů je klíč pro zprovoznění
API map3. Klíč lze vygenerovat na stránkách s mapami [19] a je vázán na Google účet
a certifikát, kterým podepisujeme Android aplikace.
Načtení trasy
Zdroj informací pro trasu je opět Google Maps a její KML API [18]. Zadáním specifi-
kovaného HTTP dotazu na Google Maps dostaneme odpověď v podobě KML souboru




Všimněte si zejména částí LatitudePočátkuTrasy,LongitudePočátkuTrasy a Lati-
tudeKonceTrasy,LongitudeKonceTrasy, které jsou nejdůležitější a určují souřadnice počá-
tečního a koncového bodu trasy. Jako počátek jsou dosazeny GPS souřadnice mobilního
3Rozhraní pro programování map.
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zařízení a cílová destinace je nastavována textovým polem na čtvrté obrazovce. Řetězec
z textového pole je odesílán metodou getFromLocationName třídy android.location.
Geocoder na server Google. Google adrese přiřadí GPS souřadnice. Čím konkrétněji je
destinace zadána, tím přesnější jsou výsledné souřadnice. Třída Geocoder se vypořádá
s adresou i v případě zadání GPS souřadnic. Ty se
”
přeloží“ na stejné souřadnice.
KML soubor je založen na XML standardu a lze ho zpracovat pomocí XML nástrojů.
V případě bakalářské práce je použito API SAX parser. Informace o trase jsou zpracovány
instancí třídy KMLHandler dědící od Java třídy DefaultHandler a uloženy do instance třídy
Road. Podstatná součást třídy Road je dvojrozměrné pole typu double mRoute, ve kterém
jsou implementovány GPS souřadnice trasy.
Vytvoření řetězce HTTP dotazu má za úkol třída RoadProvider a její metoda get-
RouteUrl. Dále metoda getRoute vytvoří SAX parser a zpracuje trasu do instance třídy
Road.
Překrývání mapy trasou a polohami
Google Maps podporuje překrytí mapových podkladů pro vyznačení informací na mapě.
V bakalářské práci jsou využity dva volně dostupné obrázky pro aktuální GPS pozici a pro
čerpací stanici. Trasa je vykreslena zeleným štětcem ze souřadnic mRoute instance třídy
Road. Ukázku provedení vidíte na obrázku 6.2.
Všechny vrstvy přidané na mapu uchovává proměnná List<Overlay> mapOverlays.
Do ní jsou vkládány instance tříd MapItemizedOverlay a MapOverlay.
Instance třídy MapItemizedOverlay překrývá mapu obrázkem definovaným souborem
a souřadnicí. Umístění obrázku s aktuální GPS pozicí je zaktualizováno kdykoliv při příjmu
nové GPS souřadnice. Obrázky s čerpacími stanicemi jsou zobrazeny v případě nedostatku
paliva na trasu a v případě změny dojezdu na aktuální trase s již zobrazenými čerpacími
stanicemi.
Instance třídy MapOverlay kreslí na mapu trasu z instance třídy Road po zadání cílové
destinace.
Obrázek 6.2: Vrstvy mapy, vlevo celá trasa a vpravo část trasy s čerpací stanicí.
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6.1.5 Určení dostupnosti cílové destinace
Zobrazované trasy na mapě jsou kontrolovány na dostupnost se zbývajícím palivem v nádrži.
Pokud automobil nemá dostatek paliva, řidič je informován o nedostupnosti cíle a na trase
se vykreslí čerpací stanice.
Algoritmus kontroly je založen na spočítání délky trasy implementované v třídě Road
a porovnání s dojezdem automobilu. Od dojezdu je odečtena nastavitelná konstanta s mi-
nimální hodnotou 80 km4, která je brána jako rezerva, pod kterou by automobil neměl
vyčerpat palivo.
Délka trasy je počítána v cyklu, který projde všechny GPS souřadnice trasy uchované
v poli mRoute a spočítá součet jejich vzdálenosti. Algoritmus počítání vzdálenosti dvou
GPS souřadnic vychází z prvního skriptu ze stránky [27].
Pokud je dojezd menší jak délka trasy, v místě dojezdu na trase jsou vyhledány nejbližší
čerpací stanice a ty jsou s upozorněním přidány na mapu.
Každých 30 sekund je provedena kontrola, jestli se průměrná spotřeba nezměnila nato-
lik, že je třeba najít jiné čerpací stanice. Přepočítaní pozic čerpacích stanic je provedeno
při překročení limitní hodnoty změny dojezdu nastavitelným na obrazovce s nastavením.
Přepočítání proběhne, když platí nerovnice 6.2.
|(dojezd při vykreslení trasy)− (ujetá vzdálenost na trase)− (aktuální dojezd)| > limit
(6.2)
Vyhledání souřadnic čerpacích stanic je provedeno obdobně jako načítání trasy mezi
dvěma místy popsané sekci Načtení trasy podkapitoly 6.1.4. Tentokrát je však využito
služby Google Places API [17]. Ta umožňuje vyhledávat místa na mapě z různých kategorií.
Jedna kategorie jsou čerpací stanice. Princip: na server je odeslán HTTP dotaz a zpátky je
poslán XML soubor s místy, jejich popisem a GPS souřadnicemi. Syntaxe dotazu:
https://maps.googleapis.com/maps/api/place/search/xml?location=latitude,
longitude&radius=okruhVyhledávání&types=typMíst&sensor=true&key=klíč
latitude,longitude – Souřadnice místa, odkud se bude vyhledávat.
okruhVyhledávání – Poloměr kruhu v metrech (se středem v latitude,longitude), ve kte-
rém se mají nacházet místa.
typMíst – Typ hledaného místa. V našem případě jde o místo gas station.
klíč – Přístupový klíč ke službě. Na stránkách API [17] je návod, jak zdarma klíč vygene-
rovat.
HTTP dotaz generuje metoda getPlaceUrl třídy RoadProvider. Zpracování XML sou-
boru probíhá prostřednictvím API SAX parser implementované třídou PlacesHandler.
Místa jsou uložena do kontejneru ArrayList s instancemi tříd Place a parser je volán
metodou getPlaces třídy RoadProvider.
6.1.6 Kontrola následování trasy řidičem
Jelikož uživatel aplikace bude využívat mapy v podstatě jako GPS navigaci rozšířenou
o kontrolu dojezdu, nutné je sledovat, jestli se pohybuje po námi nabídnuté trase, a také
zjišťovat průběh spotřeby kvůli správnosti poloh čerpacích stanic.
4V případě dojezdu pod 80 km se vykreslují čerpací stanice, které jsou nejblíže mobilnímu zařízení.
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Určení polohy GPS souřadnic vzhledem k trase
Trasa se skládá z GPS souřadnic, kterými je doporučeno projet. Pro určení, jestli se nachází
mobilní zařízení na trase mezi dvěma souřadnicemi, jsem ze sousedních souřadnic vytvořil
obdélník a pak kontroloval, jestli je souřadnice mobilního zařízení uvnitř obdélníku. Po-
stup vytvoření obdélníku bude rozepsán v dalším odstavci. Pro určení vztahu bodu vůči
obdélníku je použit algoritmus Solution 3 (2D) (vizte [9]). Počítá vztah bodu vůči polygonu.
Vytvoření obdélníku ze dvou souřadnic:
1. Vezmeme dvě po sobě jdoucí souřadnice a vytvoříme z nich vektor, který směruje
v pokračování trasy (obrázky: 6.3 a 6.4).
2. Vektor má určitou odchylku ve stupních od severního pólu (obrázek 6.4, další odchylky
budou myšleny jako odchylky od severního pólu) počítanou skriptem Bearing na
stránce [27].
3. Z odchylky vektoru jsou dopočítány odchylky čtyř dalších vektorů, které vedou do
bodů obdélníku z původních dvou souřadnic (obrázek 6.5). Princip výpočtu je popsán
v dalším odstavci.
4. Podle velikosti obdélníku dopočítáme jeho souřadnice (obrázek 6.6) skriptem Desti-
nation point given distance and bearing from start point (vizte [27]). Do skriptu za-
dáváme odchylku od severního pólu a vzdálenost vektoru od původní souřadnice.
Odchylky vektorů vedoucích k souřadnicím obdélníku se počítají podle nastavení veli-
kosti obdélníku. Ve výchozím nastavení je obdélník široký cca 100 metrů na každou stranu
od původních souřadnic a přesah má 25 %. Přesah je procentuální velikost půlky šířky
obdélníku, o kterou je zvětšen obdélník na délku. Dobře je znázorněn na obrázku 6.6.
Když si představíte, že jedete v automobilu po doporučené trase, uvažuje se na levé
a pravé straně 100 metrů tolerance, ve kterých se ještě nacházíte na trase. Tolerance ve
směru trasy je 25 metrů na jednom úseku daném dvěma GPS souřadnicemi. V nastavení
lze změnit šířku obdélníku od auta a přesah. Další vývoj by mohl vzít do úvahy i přesnost
GPS dat a upravovat velikost obdélníku podle přesnosti přijímaných GPS souřadnic.
Souřadnice 1: Souřadnice 2:
Obrázek 6.3: Tvorba obdélníku, část 1. – dvě po sobě jdoucí GPS souřadnice.
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Souřadnice 1: Souřadnice 2:
{Vektor s odchylkou 90◦}
Obrázek 6.4: Tvorba obdélníku, část 2. – vytvoření vektoru ve směru pokračování trasy
a jeho odchylky od severního pólu. Ve směru vektoru by měl automobil následovat trasu.
Souřadnice 1: Souřadnice 2:
{Vektor s odchylkou 90◦}




Obrázek 6.5: Tvorba obdélníku, část 3. – dopočítání odchylek vektorů vedoucích k souřad-
nicím obdélníku.
Výpočet odchylek vektorů pro obrázek 6.5 proběhl podle vzorců:





2. deviation = VNPD− 90 ◦ − tan−1 (OL100)
3. deviation = VNPD− 90 ◦ + tan−1 (OL100)
4. deviation = VNPD + 90 ◦ − tan−1 (OL100)
deviation [◦] – odchylka nového vektoru od severního pólu.
VNPD [◦] – (vector north pole deviation), odchylka vektoru ve směru jízdy od severního
pólu.
OL [%] – (overlap), přesah obdélníku.
Odchylky vektorů k bodům obdélníku jsou seřazeny pro potřeby algoritmu Solution 3 (2D).
Pořadí výsledných bodů umožňuje narýsovat obdélník jedním tahem. Odčítání a přičítání
pravého úhlu a přesahu je přizpůsobeno pro pořadí bodů. K výsledným odchylkám je při-
počteno 360 ◦ a je provedeno modulo odchylky 360.
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Souřadnice 1: Souřadnice 2:
{Vektor s odchylkou 90◦}














Šířka obdélníku Nastavovaná šířka
Obrázek 6.6: Tvorba obdélníku, část 4. – určení GPS souřadnic obdélníku. Když se bod
nachází uvnitř zelené výplně, vyhodnocen je jako uvnitř obdélníku.
Výpočet:
1. 90 ◦ + 90 ◦ + 14 ◦ = 194 ◦
2. 90 ◦ − 90 ◦ − 14 ◦ = −14 ◦ = 346 ◦
3. 90 ◦ − 90 ◦ + 14 ◦ = 14 ◦
4. 90 ◦ + 90 ◦ − 14 ◦ = 166 ◦
Stejný princip je využit i v implementaci, která je součástí třídy FollowChecker. Od-
chylku vektoru od severního pólu počítá metoda bearing, novou souřadnici určuje z vek-
toru a vzdálenosti metoda calculateDestination a souřadnice obdélníku navrací metoda
giveMeRectangle.
Algoritmus kontroly následování trasy
Algoritmus je založen na kontrole, jestli se aktuální pozice automobilu nachází v po sobě
jdoucích obdélnících počítaných z GPS souřadnic trasy. Je implementován třídou Follow-
Checker a její metodou checkFollow. Volání metody je povoleno, když je nastavena trasa,
a volána je kdykoliv při příchodu nové GPS souřadnice mobilního zařízení.
Postupně se kontrolují jednotlivé obdélníky trasy počítané z pole mRoute instance třídy
Road. Index aktuálního kontrolovaného obdélníku obsahuje proměnná rectangleIndex
v instanci třídy checkFollow. Indexuje souřadnici v poli mRoute, ze které je vytvořen
aktuální kontrolovaný obdélník. Souřadnice vyjadřuje konec trasy v aktuálním obdélníku.
Na obrázku 6.4 je to souřadnice 2. Souřadnici 1 dostaneme při indexu rectangleIndex
- 1. Když se pozice automobilu nachází v obdélníku, navrácena je hodnota true. Pokud
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ne, zkouší se následující obdélníky v podmínce, že se jejich souřadnice přibližují k aktuální
souřadnici mobilního zařízení. Pokud by se vzdalovaly, kontrola se ukončí a je navrácena
hodnota false, která říká, že se automobil odchýlil z trasy. Pokud automobil dojede do
posledního obdélníku, kontrola je ukončena.
6.1.7 Nastavení aplikace a jeho uchování
Nastavení se provádí na třetí obrazovce MainActivity. Při běhu aplikace je drženo v in-
stanci třídy Settings. Po startu aplikace a před ukončením je nahráváno/ukládáno pomocí
instance třídy SharedPreferences, která umožňuje perzistentně uložit primitivní datové
typy.
6.2 Kontrola akceleračního zrychlení – třída Accelerometer-
Service
Další z navržených funkcionalit je kontrola pravděpodobnosti nehody. V rámci bakalářské
práce byla implementována pouze kontrola překročení meze akceleračního zrychlení a je
považována spíše za koncept, protože vyladění této funkcionality do spolehlivého stavu
by bylo finančně a technologicky náročné. Experimentální určení meze je více rozebráno
v kapitole 7.
6.2.1 Service
Kontrola je implementována jako služba na pozadí třídou AccelerometerService, která
dědí od třídy Service. Pokud je kontrola povolena v nastavení, spustí se při vytvoření
třídy MainActivity a je zastavena při ukončení MainActivity.
Instance třídy AccelerometerService si po spuštění zaregistruje naslouchání změny
akceleračního zrychlení. Když je změna v kterékoliv ose větší než stanovená mez, do hlavní
aktivity MainActivity je odesláno hlášení pomocí instance třídy Intent. Ta už se postará
o zobrazení dialogu s upozorněním na pravděpodobnost nehody. V případě, že tento dialog
není do 30 sekund stornován, odešle se nouzová SMS zpráva na předdefinované číslo s GPS
pozicí mobilního zařízení.
Implementace naslouchání akceleračního zrychlení se inspirovala projektem SampleAc-
celerometerSensor [28].
6.3 Databáze jízd
Tvoření databáze začíná ukládáním hodnot v průběhu jízdy, které probíhá ve výchozím
nastavení každou sekundu5 v instancí třídy LogData od nastartování do vypnutí motoru. Při
vypnutí motoru je pouze přerušeno ukládání. Započatí nové trasy je nastaveno po vypnutí
a znovu zapnutí aplikace. Povolení ukládání tras lze měnit na obrazovce s nastavením.
Ukládá se do složky CarRoutes/routes na paměťovou kartu do souboru, který má název
s datem a časem započetí ukládání (formát: yyyy-MM-dd-hh-mm-ss). Vzorky jsou odděleny
řádky a jednotlivé ukládané hodnoty znakem ’:’. Vzorkuje se datum a čas, GPS pozice,
rychlost, otáčky, zbývající palivo a průměrná spotřeba.
5Periodu vzorkování hodnot o trase lze změnit na obrazovce s nastavením. Pro další vývoj by šlo upravovat
periodu podle rychlosti automobilu.
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6.3.1 Zpracování tras – třída RouteListActivity
Soubory s uloženými trasami zůstávají na kartě do spuštění aktivity RouteListActivity.
Ta si všechny nově uložené trasy zpracuje do instancí tříd Road a RoadInfo metodou get-
RoadFromFile a následně je serializuje do složek CarRoutes/serialized a CarRoutes/
serializedInfo metodami writeProcessedFile a writeProcessedFileInfo.
Po ukončení konverze se trasy načtou do seznamu, který je zobrazen jako jediná obra-
zovka RouteListActivity. Kliknutím na trasu seznam reaguje spuštěním aktivity Show-
RouteOnMapActivity, zobrazující trasu na mapě. Ukázka seznamu a projeté trasy je na
obrázku 6.7.
6.3.2 Zobrazení mapy s trasou – třída ShowRouteOnMapActivity
ShowRouteOnMapActivity je aktivita zobrazující již projetou trasu na mapě. Má jedinou
obrazovku s mapami. Zobrazení funguje na stejném principu, který je popsán v sekci Pře-
krývání mapy trasou a polohami podkapitoly 6.1.4.
Jediný rozdíl je, že informace o trase nejsou stahovány ze serveru Google Maps, ale jsou
lokální. Ty jsou deserializovány metodou getRoadFromProcessedFile do instance třídy
Road ze souboru uloženého ve složce CarRoutes/serialized. Jméno souboru je předáno
mateřskou aktivitou v instanci třídy Bundle vložené do instance třídy Intent před spuště-
ním aktivity ShowRouteOnMapActivity.
Obrázek 6.7: Seznam tras (vlevo). Projetá trasa na mapě, která se zobrazí se středem na
začátku trasy (vpravo).
6.4 Použitá Android oprávnění
OS Android limituje bezpečnostní hrozbu pro uživatele tím, že se ho před instalací ze-
ptá, jestli akceptuje oprávnění, která aplikace požaduje. Oprávnění se nastavují pro každý
Android projekt v souboru AndroidManifest.xml.
Bakalářská práce používá práva uvedená v následujícím výčtu:
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• ACCESS FINE LOCATION – příjem GPS pozice z důvodu zobrazování aktuální po-
zice mobilního zařízení na mapě.
• BLUETOOTH, BLUETOOTH ADMIN – vyhledání a komunikace OBD-II adaptéru
přes Bluetooth.
• INTERNET – stahování mapových podkladů, informací o trasách a čerpacích stani-
cích.
• SEND SMS – posílání nouzové SMS zprávy.
• WAKE LOCK – prevence pohasnutí displeje.




Většina případových studií musela kvůli nasazení aplikace probíhat přímo na silnici. Jed-
notlivé testy jsou rozebrány v dalších podkapitolách.
Automobil a mobilní zařízení použité v testech
Automobil použitý pro testování byl Ford Focus druhé generace. Jeho parametry jsou uve-
deny v tabulce 7.1. Automobil obsahoval čtyřtaktní atmosferický zážehový motor.
Zdvihový objem: 1388 cm3
Výkon: 59 kW
Hmotnost: 1247 kg
Objem nádrže: 55 l
Průměrná spotřeba podle technického průkazu (ve městě): 8,7 l/100 km
Průměrná spotřeba podle technického průkazu (mimo město): 5,4 l/100 km
Průměrná spotřeba podle technického průkazu (kombinovaná): 6,6 l/100 km
Počet míst k sezení: 5
Převodovka: manuální
Tabulka 7.1: Parametry automobilu použitého pro testování.
Mobilní zařízení použité v testu byl Samsung GT-S5570 (Galaxy Mini). Pro jeho para-
metry vizte tabulku 7.2.
Verze operačního systému Android: 2.3.4 Gingerbread
Procesor: Qualcomm MSM7227 (600 MHz)
Architektura procesoru: ARMv6
Grafický akcelerátor: Adreno 200
Rozlišení displeje: 240 x 320 bodů
Tabulka 7.2: Parametry mobilního zařízení použitého pro testování.
V mobilním zařízení byly dostupné senzory: akcelerometr, elektronický kompas, GPS
přijímač, senzor okolního světla a senzor přiblížení.
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7.1 Náročnost datového přenosu aplikace
Pro počítání objemu datového přenosu byla zvolena aplikace 3G Watchdog [20]. Přenesená
data byla měřena v okamžicích znázorněných v tabulce 7.3.
Akce Objem dat
Zapnutí aplikace a nahrání prvotního pohledu na mapu. 177,3 kB
Zadání destinace, načtení trasy a přiblížení mapy. 837,1 kB
Sledování zadané trasy (2,1 km) a 3x znovunačtení trasy. 221,6 kB
Sledování trasy dlouhé 10,1 km 690 kB
Tabulka 7.3: Datové přenosy aplikace.
Měřené hodnoty naznačují, že největší zátěž je stahování mapových podkladů. Důkazem
je i velikost stahovaných KML souborů s instrukcemi pro trasu. Velikost KML souboru
s cestou z Blanska do Brna (26,6 km) je 19 kB. V porovnání například s cestou z Blanska
do Prahy (229 km) je soubor veliký 48,4 kB.
Snížení datových přenosů by bylo možné při použití oﬄine mapových podkladů.
7.2 Optimální meze akceleračního zrychlení
Pro určení meze akceleračního zrychlení jsem sledoval maximální hodnotu rozdílu akcele-
račního zrychlení od předchozí hodnoty v jednotlivých osách. Vizte tabulku 7.4. Měření
proběhlo za provozu a zpomalení bylo provedeno na odlehlém parkovišti. Mobilní zařízení
bylo po celou dobu testů připevněno ve stojánku.
Typ trasy Hodnota rozdílu
Meziměstská silnice, klidná jízda. 9, 5 m/s2
Meziměstská silnice, klidná jízda. 12, 41 m/s2
Meziměstská silnice, rychlejší jízda. 10, 2 m/s2
Serpentiny, rychlá jízda. 9, 346 m/s2
Prudké zpomalení 60 – 0 km/h. 9, 04 m/s2
Městský provoz, hodně zatáček. 17 m/s2
Tabulka 7.4: Rozdíly akceleračních zrychlení.
Naměřené rozdíly akceleračního zrychlení vypovídají o tom, že nelze určovat pravdě-
podobnost nehody jen podle akcelerometru. Například měření zpomalení z 60 – 0 km/h
působilo na řidiče a spolujezdce subjektivně intenzivně. Naproti tomu v městském provozu,
který má největší rozdíl zrychlení, nepociťoval řidič ani spolujezdec vyšší zrychlení.
Důležitý faktor hraje gravitační zrychlení, které se může při náklonu automobilu přemís-
tit z jedné osy do druhé. Aplikace tento přesun vnímá jako rozdíl a vyhodnotí ho varováním.
Možné řešení by bylo sledovat rozdíl součtu akceleračního zrychlení ve všech osách, který
by eliminoval rušení gravitačním zrychlením, nebo použití gyroskopu, který by rozpoznal
náklon mobilního zařízení.
Otázkou však zůstává, jaká by byla optimální mez rozdílu. Pro implementované řešení
lze vzít nejvyšší hodnoty meziměstského provozu a navýšit je o konstantu, ale pak by nám
aplikace ve městě mohla indikovat nehodu.
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Od začátku byla tato funkcionalita brána spíše jako koncept a návrh k možnému dalšímu
směru vývoje. Optimální mez proto bakalářská práce neurčila.
7.3 Otestování posílání zpráv při pravděpodobnosti nehody
Test se pokoušel nasimulovat případ, kdy mobilní zařízení vyhodnotí situaci jako prav-
děpodobnou nehodu. Zapnul jsem kontrolu akceleračního zrychlení a co nejrychleji trhl
s mobilním zařízením. Následně se zobrazil varovný dialog (obrázek 7.1 vlevo). Po třiceti
sekundách zmizel a na uvedený telefon přišla SMS zpráva s lokací mobilního zařízení (ob-
rázek 7.1 vpravo).
Obrázek 7.1: Varování a příjem SMS se souřadnicemi.
Při doladění meze akceleračního zrychlení by SMS zpráva upozornila kontaktní osobu
na možnou nehodu.
7.4 Perioda ukládání dat o trase
Testování period bylo provedeno pro hodnoty 1, 4 a 8 sekund. Při maximální povolené
rychlosti mimo obec v České Republice (90 km/h = 25 m/s) to je uložení dat o trase
na každém 25., 100. a 200. metru trasy. Při těchto periodách můžeme pozorovat různé
vzorkování zatáčení automobilu. Vizte obrázek 7.2.
Nelze jednoznačně určit optimální periodu. Záleží na rychlosti automobilu a na četnosti
zatáček. Ve výchozím nastavení je však perioda nastavena jako 1 sekunda.
Řešením je nasazení dynamické periody vzorkování. Pokud by se perioda odvíjela od
rychlosti automobilu, množství navzorkovaných dat se odebere. Při rychlejší jízdě by se
vzorkovalo častěji a při pomalejší naopak.
7.5 Porovnání počítané hodnoty spotřeby se spotřebou pa-
lubního počítače automobilu
Ověření přesnosti počítané spotřeby probíhalo nasbíráním vzorku dat o spotřebě z palub-
ního počítače a z implementované aplikace. Vizte tabulku 7.5. Sbírání porovnávaných dat
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Obrázek 7.2: Vzorkování podle period 1, 4 a 8 sekund (odpovídá obrázkům zleva doprava).
probíhalo vizuálně, protože palubní počítač nemá žádný výstupní port. Je tedy možné, že
na chybě přesnosti nasbíraných dat se podílela i časová prodleva mezi přesunutím zraku
z jednoho displeje na druhý.
Palubní počítač Mobilní zařízení Rozdíl
0,8–0,9 l/h 0,86–0,9 l/h 0 l/h
5,5 l/100 km 5,54 l/100 km 0,04 l/100 km
5,4 l/100 km 5,6 l/100 km 0,2 l/100 km
4 l/100 km 3,7 l/100 km 0,3 l/100 km
10,5 l/100 km 10,1 l/100 km 0,4 l/100 km
12,1 l/100 km 11,5 l/100 km 0,6 l/100 km
4,7 l/100 km 4,8 l/100 km 0,1 l/100 km
14,8 l/100 km 13,7 l/100 km 1,1 l/100 km
Tabulka 7.5: Porovnání spotřeby palubního počítače a spotřeby počítané mobilním zaříze-
ním.
Průměrná odchylka spotřeby od palubního počítače automobilu je 0,39 l/100 km. Při
průměrné spotřebě automobilu 8 l/100 km se dostáváme na odchylku dojezdu 4,9 km na
100 km dojezdu. Odchylka je v bakalářské práci zanedbána.
Horší výsledky však může způsobit rozdíl spotřeby automobilu při jízdě z kopce, kdy se
vypne vstřikování, otevřou se ventily a automobil zpomaluje bez spalování benzínu. V této
chvíli je skutečná spotřeba podle palubního počítače 0 l/100 km. Mobilní zařízení počítá
v tomto stavu motoru spotřebu okolo 2–4 l/100 km, což je špatně. Pomohlo by použití
OBD-II hodnoty, která říká, v jakém stavu se nachází palivový systém. V případě odepnutí
vstřikování by se začalo počítat s nulovou spotřebou.
Zlepšení přesnosti počítané spotřeby je plánováno pro budoucí práci na aplikaci. Na-
vržené vylepšení by pomohlo zejména v kopcovitém terénu. Na cestách po dálnici a rovi-
natých silnicích je odchylka spotřeby zanedbatelná.
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7.6 Překládání vložených destinací na GPS souřadnice
Úkolem tohoto testu bylo zjistit, jaké typy destinací je aplikace schopna najít na mapě.
Překlad destinací byl zkoušen od obecného místa po konkrétní. Vizte tabulku 7.6.
Destinace Výsledek překladu
Brno OK – Hlavní nádraží v Brně – střed Brna.
Brno, Božetěchova 2 OK – Vchod do VUT FIT.
49.2263841, 16.5962625 OK – Vchod do VUT FIT.
”
Prázdný řetězec“ Chyba – Nutno zadat alespoň jeden znak.
Tabulka 7.6: Překlad adres na místo na mapě.
Aplikace dokáže přeložit prakticky jakoukoliv adresu, která se nachází v podkladech
Google Maps. Poradí si i se zadanými GPS souřadnicemi.
7.7 Přepočítání trasy při vybočení z doporučené trasy
Pokud řidič odbočí z doporučené trasy, nelze dále spoléhat na zobrazené čerpací stanice. Je
nutné přepočítat trasu v závislosti na poloze automobilu.
Test byl proveden na křižovatce, která leží v zatáčce. Přepočítání trasy je znázorněno
na obrázku 7.3. Obrázek vystihuje největší datovou vytíženost, kdy řidič jede na opačnou
stranu. Kontrolovaná trasa je neustále přepočítávána. Rychlost reakce závisí na velikosti
kontrolovaného obdélníku. Vizte test v podkapitole 7.10.
Obrázek 7.3: Přepočítání trasy při odbočení.
7.8 Přesnost GPS dat z různých zdrojů
OS Android ve spolupráci s mobilním zařízením umožňuje přijímat GPS souřadnice z ně-
kolika zdrojů. Jsou to satelity, BTS a adresa WI-FI přístupového bodu. Adresu WI-FI
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jsem vynechal, protože její využití by bylo možné jen ve městě. Porovnával jsem přesnost
souřadnice ze satelitů a BTS.
Při jízdě automobilem byly souřadnice z BTS vzdáleny od automobilu v jednotkách sto-
vek metrů, což je pro kontrolu následování trasy nevhodné. Zůstávají tedy pouze souřadnice
ze satelitů, které byly přesné na 0–100 metrů.
Testování proběhlo vykreslováním souřadnice na mapu a porovnáním s aktuální pozicí
automobilu podle měřítka mapy. Jako jediný zdroj pro pozici mobilního zařízeny byly vy-
brány souřadnice ze satelitů. Nevýhoda je v delším vyhledání počáteční pozice. Výhoda je
však v přesnosti a plynulosti.
7.9 Přesnost ukládaných dat o trase
Následující podkapitola rozebírá přesnost dat, které jsou ukládány do souboru při jízdě.
Přesnost souvisí také s periodou vzorkování. Zejména přesnost vzorků GPS dat, o které
pojednává podkapitola 7.4. Ukládány jsou datum a čas, GPS souřadnice, rychlost, otáčky,
zbývající palivo a průměrná spotřeba.
Vzorky rychlosti a otáček motoru jsou dodány přímo z ECU a z nich jsou pak počítány
aritmetické průměry. Přesněji je tedy nezískáme.
Problém nastává u zbývajícího paliva, ze kterého se počítá spotřebované palivo za cestu.
OBD-II senzor ukazuje procentuální hodnotu paliva v nádrži, kterou zjišťuje z plováku. Pro-
centa jsou zakódovány na jednom bajtu. Minimální procentuální objem, který pak ECU
připočte je 0,39 % (100/255). Při nádrži o objemu 55 l (velikost nádrže testovaného auto-
mobilu) je to 0,22 l (55/100 * 0,39). Maximální odchylka zbývajícího paliva je tedy 0,11 l
v případě testovaného automobilu.
V praxi se spotřebované palivo liší ještě více. Provedl jsem pokus, kdy automobil jel
nejdříve do kopce a potom z kopce. Při takovém manévru se hodnota zbývajícího paliva
měnila neúměrně ke spotřebě. Palivo se totiž při cestě do kopce přelilo do takové hladiny,
kdy senzor hlásil méně paliva než ve skutečnosti. Naopak při cestě z kopce senzor hlásil
větší množství paliva než bylo v nádrži.
Řešením problému může být počítání spotřebovaného paliva například přímo ze spo-
třeby automobilu.
Nepřesná je i průměrná spotřeba. Je to způsobeno chybou, kdy při cestě z kopce má
automobil nulovou spotřebu, ale aktuální počítaná spotřeba je stále na 2–4 l/100 km. Tento
problém popisuje podkapitola 7.5.
Testování také odhalilo chybu počítání průměrné spotřeby na trasu. Do souboru se
zapisuje průměrná spotřeba v okamžiku vzorkování. Před uvedením spotřeby do seznamu
jízd však byl z hodnot spotřeby vytvořen ještě jeden aritmetický průměr všech vzorků.
7.10 Určení optimálních rozměrů kontrolovaných obdélníků
GPS trasy
Při kontrole následování trasy určuje velikost obdélníku toleranci nepřesnosti přijímaných
GPS souřadnic a také povolenou odchylku při ostrých zatáčkách. Testována byla reakce
sledování trasy při různě velkých obdélnících 7.7.
Šířka udává vzdálenost obdélníku od levé nebo pravé strany vozidla z pohledu řidiče.
Přesah je procentuální délka šířky, o kterou je obdélník zvětšen na hranách kolmých ke
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Šířka Přesah Výsledek testu
100 m 25 % Žádné překreslení trasy v městském provozu.
50 m 25 % Žádné překreslení trasy v městském provozu.
20 m 25 % Překreslení při zatáčce tvaru U (skoro 360 ◦).
10 m 50 % Překreslování trasy při zatáčkách o 90 ◦.
5 m 100 % Překreslování trasy v zatáčkách a občasné překreslení na rovině.
5 m 50 % Překreslování trasy v zatáčkách a občasné překreslení na rovině.
Tabulka 7.7: Porovnání reakce sledování pozice vůči trase při různých velikostí obdélníku.
směru trasy. Rozměry lépe vystihuje podkapitola 6.1.6 a obrázek 6.6. Nastavovaná šířka je
půlka šířky obdélníku, která je zobrazena na obrázku.
Optimální šířka je mezi 20–50 metry s přesahem 25 %. Velikost obdélníku ovlivňuje




Zadané téma práce jsem si vybral, protože rád pracuji s automobily a mobilní platformy
mají do budoucna velký potenciál. S nadcházející a možná již stávající tzv. post-PC érou lze
očekávat, že mobilní zařízení budou nasazovány čím dál tím více do praxe a poroste jejich
výkon. Jsou to také důvody, proč jsem se chtěl naučit programovat pro mobilní platformu.
Cílem práce bylo vytvořit aplikaci, která zjednoduší řízení automobilu při každodenních
trasách. Nejprve jsem se zaměřil na data získatelná z mobilního zařízení a z OBD-II adap-
téru. Ze získaných dat jsem vybral několik skupin hodnot, ze kterých lze při jejich vzájemné
kombinaci spočítat nová data. Data především využitelná při řízení automobilu. Z nových
dat jsem vycházel při návrhu aplikace. Ta měla za úkol zjednodušit hlídání stavu paliva,
zlepšit bezpečnostní opatření při nehodě a usnadnit přehled v projížděných trasách.
Stav paliva při plánování trasy je schopna aplikace zohlednit. Při nedostatku paliva
řidiče varuje a nabízí řešení v podobě čerpacích stanic na trase.
Zlepšit bezpečnost měla kontrola akcelerometru, který by indikoval nehodu. Praktické
testy ovšem ukázaly, že nelze sledovat jen jeden senzor pro vyhodnocení situace na sil-
nici. Tato funkcionalita aplikace by potřebovala hlubší vývoj. Je to však možný námět do
budoucnosti aplikace, kdy by se kontrolovalo více dat a jiným způsobem. Například by
se mohlo počítat i s náhlým odpojením od OBD-II adaptéru, nebo monitorováním změn
chybových kódů.
Přehled projížděných tras aplikace sumarizuje do seznamu, ve kterém je vidět čas strá-
vený na cestě, průměrná spotřeba, rychlost a další hodnoty trasy.
Další práce na aplikaci by mohly zaměnit používání Google Maps za jiné otevřené
mapové podklady, protože licenční podmínky Google Maps neumožňují využívání mapových
podkladů k navigování po trase. Ke zmenšení datového přenosu by přispělo, kdyby mapy
byly dostupné bez připojení k internetu. Mohlo by se i zpřesnit počítání spotřeby za použití
OBD-II dat o stavu palivového systému. Pro monitorování OBD-II dat i na pozadí by
pomohlo přesunout komunikaci s adaptérem do komponenty Service a pro menší datové
a procesorové vytížení by se měla zavést dynamická perioda ukládaných dat. Stejně tak
kontrolované obdélníky trasy by byly lepší s dynamickou velikostí podle přesnosti přijímané
GPS pozice ze satelitů.
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• Elektronická podoba tohoto textu.
• Instalační soubor podepsaný certifikátem pro funkčnost map.
• Návod pro kompilaci.
• Zdrojové kódy v jazyce Java.
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