Abstract-The undergraduate computer science and engineering degree in India is a professional engineering degree and follows the general structure of other engineering degree programs. It aims to provide a good breadth in basic engineering and 50% of the curriculum in common with all engineering disciplines. The curriculum has a strong electrical engineering bias. At present there is no formal accreditation of engineering programs in India and each university is expected to maintain their own standards. This paper describes the general structure of engineering education in India and the philosophy used in evolving an undergraduate curriculum in computer science and engineering.
I. INTRODUCTION
N India, the following applications of computers are con-
I sidered very important:
Use of micro and minicomputers in process control to improve productivity and save energy consumption. Computer aided design in engineering industry. Decision support systems in industry and government. In particular, the development of systems which would aid in production planning, inventory control and maintenance management. Application of computers in improving public transport systems such as railways, airlines, public utilitiez, and telecommunication systems. Developing a computer industry which would design and manufacture computers, develop software, and maintain these computers. Developing an applications software industry. Self reliance in maintaining hardware and software of imported computers. From the list above, it is clear that human resources with a multidisciplinary background to develop sophisticated applications software and for providing the leadership to develop a computing industry are needed. A variety of courses to meet these goals are offered in India. In what follows, I will primarily discuss the development of a curriculum for an undergraduate program in computer science and engineering.
A BIRD'S EYE VIEW OF THE ENGINEERING EDUCATION SCENE
The Computer Science and Engineering undergraduate degree in India it is on par with any other engineering degree and follows the same general structure. Engineering education in India has the following features:
Studentg join an engineering college after 12 years of primary and secondary school education. In order to join engineering the student is required to have studied physics, chemistry, and mathematics in the last four years of school and have spent approximately 60% of their time studying these subjects. Engineering education is heavily subsidized by the state and the tuition fee in most colleges is low. All engineering students take a common set of compulsory courses in english, physics, mathematics, chemistry, engineering, humanities, and social sciences. Compulsory engineering courses are designed to give breadth in engineering and to enable students to understand sound engineering principles in design. The common core courses take up 50% of the available time.
All engineering students have a design project during the last year in which the students design and build a small hardware or software system, document its design and make an oral presentation to a board of examiners. Engineering students wishing to pursue post-graduate study take an examination known as Graduate Aptitude Test in Engineering (GATE). This has one common subject for all engineers and an advanced subject in the area of specialization. Undergraduate curricula rare designed to enable students to take this test.
PHILOSOPHY OF UNDERGRADUATE EDUCATION
The main objective in the design of an undergraduate curriculum is to provide breadth of understanding of basic science and engineering design principles. An engineer's main concern is to synthesize products systematically using sound design principles to meet specifications of performance and cost. This principle is valid for both hardware and software products. An undergraduate's education must provide solid grounding for life long learning. Thus, the core must consist of topics which provide the foundation. Importance of documentation, design for maintainability, quality control, reliability, division of labor, etc., which form the cornerstone of good engineering education are also important in software education. An actual design project which aims to synthesize topics learned in different courses and which leads to a prototype is a great motivator for the students and has immense educational value.
Basic education principles in engineering education are not totally dependent on the country where it is taught. The social concerns and local constraints do, however, affect the detailed choice of courses in a curriculum [I] .
The basic sciences are necessary for their own sake and to provide grounding for engineering science courses such as mechanics of solids, thermodynamics, and electronics. As the entering students already have a reasonably good grounding in physics, chemistry, and mathematics, science courses in engineering curricula in India are not many.
It is the general consensus in India that the distribution of subject area as a percentage of total time spent in a four year engineering course should be:
Basic Sciences and Mathematics 20% Humanities and Social Sciences 10% (including English) General Engineering 20% Engineering Specialization 50% Most curricuia are designed using these general guidelines. In the engineering specialization approximately 35% is devoted to compulsory courses which form the basic "nonchanging" part of the subject. The rest are devoted to electives and project work. Computer science and engineering is a fast changing field. Thus, it is a challenge to pick the compulsory courses to meet the twin objectives of providing breadth in the subject and a good foundation to the subjects taught.
IV. UNDERGRADUATE CURRICULUM DESIGN
The first undergraduate computer science and engineering course at an IIT was started in 1978 at Kanpur. The curriculum designed at IIT, Kanpur, had a core in common with all other tngineering courses. It had some electrical engineering courses such as digital electronics, signals and systems, and communication systems. The computer science core consisted of data structures and algorithms, automata theory, programming languages, operating systems, computer architecture, etc. Based on the recommendations of a manpower committee [2] appointed by the Government of India, many other engineering colleges also started an undergraduate course in computer science and engineering. Most institutions formulated curriculum similar to that of IIT, Kanpur. By 1984 many universities had started such undergraduate courses and it was felt that a model curriculum should be evolved for the guidance of engineering colleges. The Ministry of Human Resource Development, Government of India (which funds a large number of technical institutions including the IIT's) requested the Indian Society for Technical Education to formulate a curriculum. An expert group was formed with representatives of academic professional societies (Computer Society of India and Institution of Electronics and Telecommunication Engineers), and industries. This group conducted meetings in many cities of India, evolved a curriculum and elicited comments on it. A final model curriculum was accepted and published in 1987 [3] which has guided the evolution of most curricula in the past four years.
In the suggested curriculum, the courses in the first three semesters are common to all engineering disciplines. The rest has mostly computer science and engineering subjects and some courses in mathematics, electrical engineering, and humanities and social sciences.
The distribution of credit hours in the four year curriculum recommended by the group is: The details are given in Appendix I.
In evolving the core courses, it was agreed that courses should cover the essential subjects of computer science and engineering, namely the following:
algorithms, data structure, and problem solving; automata, languages, and computation; programming languages and their translators; logic design of computers; computer architecture; operating systems; information systems and data bases.
Besides this, electives are provided in areas such as artificial intelligence, distributed computing, computer graphics and robotics to let a student take topics that would be useful to carry out the final year bachelor's degree project. The structure of the curriculum is closer to the computer engineering curricula in the United States than to the computer science curricula. When compared to the ACM, IEEE Computer Society suggestion [4] of nine subareas of computing discipline seven are covered in the core of compulsory courses in the curriculum. Two areas, namely, artificial intelligence and robotics, and human-computer communication are not in the compulsory core but are among the suggested electives. An interesting point to note is the necessity for formal weekly laboratories in computing subjects have been recognized in this curriculum as has been done in [4] and is incorporated in working out the credit hours of courses. The nucleus of the compulsory courses to be taken by students of computer science and engineering and the semester in which they are taken are given as follows: 
VI. CONCLUSION
The major difference between the undergraduate computer science and engineering curriculum in India and in the West is an electrical engineering bias in our curriculum. Sound engineering grounding we feel is important in designing software, particularly, software embedded in systems.
The major problem in India is the dearth of qualified teachers to teach computer science and engineering. The job opportunities in industry are very attractive and it is difficult to attract qualified persons to teach. To alleviate the shortage of teachers, the government of India started a teacher training program. Students graduating with a Bachelor's degree in engineering who wanted to become teachers of computer science were given scholarships to obtain a Master's degree in computer science and engineering and offered teaching positions. The number of teachers trained was very small (around 30) and was not sufficient to meet the demand. The dearth of teachers is partly alleviated by hiring parttime teachers from industry and by recruiting fresh graduates as teaching assistants. This is a stop-gap measure and it is expected that with more schools offering Master's degrees, the teacher shortage will be gradually solved. The quality of students joining computer science course is very good as they are admitted after a tough competitive examination. As many good text books are available and computing resources are also accessible, many students are able to perform very well by self-study and discussions with fellow students. A good detailed curricglum document with suggestions on self-study material and text books is thus crucial. 
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I. INTRODUCTION
HEN the earliest operational electronic computer pro-W vided the first services to mankind, with it came a set of operating procedures dedicated to the efficient utilization of the computer. First generation computers required complex procedures to maintain their operations. These procedures, though usually requiring some human interactions, were perhaps optimistically labeled as "operating systems." With advances in technologies and experiences in computer organizations, various computer architectures have evolved through the last three decades. The accompanying operating systems also have become more sophisticated. Many manual operating procedures are now automated and the need for human operations diminishes mainly to policy monitoring and file backups. Despite the changes, however, the issues concerning operating systems remain concrete. Although the relative importance of various issues fluctuates over time, the fundamental core of operating systems stems from the coordination of system resources and maximization of performance. Comparatively, electrical engineers design computers much in the same way that mechanical engineers design cars. We put functional components together to satisfy a hardware specification. The engineering efficiency of a car, however, is mainly determined by the entire construction or architecture of the car and not by the engine alone. Similarly, the performance of a computer relies not only on the hardware but also on the operating system that interfaces the hardware and the users. Many operating-system features may be the direct consequence of the underlying hardware support and many hardware specifications come directly from the operating system requirements. For instance, with indivisible instruction support, an operating system can provide concurrency control whereas an optimized compiler may call for a hardware design specification of register windows. The relationship between an operating system and its underlying hardware may sometimes appear as a chicken-and-egg problem: whether the hardware specification came from the operating system requirements or the operating system requirements came from the hardware reality? One could stake a convincing argument on either or both cases. In order to appreciate the wonder they set out to design, electrical engineering students must understand the importance and ramifications of operating systems.
WHAT TO LEARN AND HOW MUCH?
It is not difficult to explain a CPU (central processing unit) to students of electrical engineering if they have had digital systems as their major. With a major in digital systems most students should have taken at least a course that uses the assembly language of some microprocessors. Instruction set architectures, macro definitions, and conventional branch instructions are terms covered in a standard syllabus of microprocessor programming. In addition, even students majoring in circuits and electronics, electromagnetics, control or communications commonly have knowledge of at least one high-level programming language. Be it as it may, not every student attending a class on operating systems is equipped with a proper background in basic computer organization. From experience, the understanding of the CPU functionality is a crucial part that cannot be skipped. Just as with an engine alone one cannot drive, with a lone CPU one cannot compute. An overall computer organization has to be reviewed. Hopefully, the functional components of a computer system can be covered within one lecture depending on the background of students. Only a few novices may have problems in this area.
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