
















GENERADOR SIMULTANI  

























Autora: Maria Montserrat Martínez Arcas 


















Projecte Final de Carrera 

























Autora: Maria Montserrat Martínez Arcas 
Tutor: Pere Palà Schönwälder 















Aquest projecte neix a partir d’una proposta del departament de Teoria del Senyal i 
Comunicacions de la Universitat Politècnica de Manresa. Aquesta proposta es basava en la 
realització del disseny d’un Sistema_A que generés i transmetés senyals digitals 
corresponents a àudio per diferents canals i aquests es poguessin rebre i reproduir en 
qualsevol moment des d’un Sistema_B. Deixant de banda els blocs transmissor i receptor de 
senyal, es va dividir la proposta en dos projectes: el primer per l’estudi i disseny del 
generador de senyals àudio i el segon per a la reproducció d’aquests senyals. El primer 
projecte és el que es desenvolupa amb el títol: Generador simultani de senyals MP3, és a dir, 
el present projecte. 
En aquest, es fa l’estudi, disseny i muntatge d’un prototip que genera dos senyals digitals 
amb la informació d’un arxiu d’àudio. Com que en un futur projecte es descodificarà i 
reproduirà un d’aquest senyals MP3, s’ha buscat la màxima simplicitat tant en el disseny com 
en la programació amb la finalitat de facilitar possibles modificacions. 
Els objectius del projecte són: 
• Realització d’un disseny per a generar simultàniament dos senyals digitals 
corresponents a dos arxius en format àudio. 
• Les sortides han de ser cadenes de bits (BitStream). 
• Els arxius corresponents als senyals àudio s’han de localitzar en una unitat 
d’emmagatzematge pròpia del disseny. 
• El format d’àudio del arxius anteriors ha de ser tal que permeti reproduir a temps real 
el senyal generat pel nostre prototip en qualsevol instant de temps. 
El projecte parteix d’un petit estudi del format àudio amb el qual treballa el generador. En 
aquest s’exposen els motius pels quals s’ha escollit el format MP3, que principalment es 
resumeixen en que és un format que ocupa molt poc espai, és de gran qualitat i està format 
per trames independents. Aquest últim punt referent a l’estructura ens permet accedir a 
reproduir descodificar i reproduir el senyal en qualsevol moment de la seva generació. A més 
d’aprofundir en l’estructura s’explica breument la seva història. 
A continuació es fa un estudi del disseny que es basa en els següents punts: 





• Definir entrades i sortides del sistema a partir del funcionament que volem que tingui 
el disseny. 
Concretament el disseny final únicament requereix estar connectat a l’alimentació. És a dir, 
com a entrades únicament hi tindrem els 5 V. Definim com a sortides dos senyals digitals, el 
Canal 1 i el Canal 2, corresponents a la informació a transmetre.  
• Establir el hardware necessari per l’elaboració del disseny. 
Per a l’elaboració del disseny s’ha escollit dues memòries FLASH de 4 Megabit de capacitat, 
que es requereixen d’un senyal de 19 bits per a les adreces i que la sortida es presenta en 8 
bits en paral·lel. D’altra banda, s’utilitza un dispositiu lògic programable per a diverses 
tasques com són les dividir la freqüència d’entrada del sistema fins els 128 KHz, crear un 
senyal per mapejar les memòries i presentar les dades en dos canals d’un bit d’amplada 
(BitStream). Per últim indicar que utilitzem un mòdul oscil·lador de 16 MHz com a rellotge 
d’entrada del dispositiu anterior. 
• Estudi de cadascun dels dispositius que formaran part del generador. 
En aquest punt s’estudien les principals característiques de cada un dels components del 
nostre prototip. 
• Programar els dispositius que ho requereixin. 
Ampli punt en el que es fa el disseny del programa del dispositiu lògic programable que 
utilitzem. En aquest es fan les funcions necessàries per tal d’assolir els objectius marcats. Es 
treballa en l’entorn gràfic del software que proporciona el mateix fabricant del model que hem 
escollit per aquesta tasca. 
• Realitzar les simulacions i proves pertinents. 
En el mateix programa es poden fer simulacions un cop s’ha compilat el disseny. Amb 
aquestes simulacions comprovem que el disseny es comporti tal i com volem. 
• Muntatge del generador simultani de senyals MP3. 
Un cop tenim el creiem que el disseny es correcte es passa a programar el dispositiu i passar 
a la realització de les proves físiques. 
 
• Realitzar proves del disseny. 





S’ha fet un primer muntatge en una placa protoboard amb el dispositiu lògic programable, 
una memòria i un senyal de rellotge extern de freqüència igual a la del nostre mòdul 
oscil·lador. Amb l’oscil·loscopi s’observa que a la sortida hi tenim un flux de bits de velocitat 
128 Kbps. A partir d’aquí s’ha passat a la realització de la placa de circuit imprès per al 
muntatge final del prototip del generador simultani de senyals MP3. 
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Aquest projecte neix a partir d’una proposta del departament de Teoria del Senyal i 
Comunicacions de la Universitat Politècnica de Manresa. Aquesta proposta es basava en la 
realització del disseny d’un Sistema_A que generés i transmetés senyals àudio per diferents 
canals i que aquests es poguessin rebre i reproduir en qualsevol moment des d’un 
Sistema_B. Deixant de banda els blocs transmissor i receptor de senyal, es va dividir la 
proposta en dos projectes: el primer per l’estudi i disseny del generador de senyals àudio i el 
segon per la reproducció d’aquest senyals. El primer projecte és el que es desenvolupa amb 
el títol: Generador simultani de senyals MP3, és a dir, el present projecte. 
1.1. Objectius del projecte 
• Realització d’un disseny per a generar simultàniament dos senyals digitals 
corresponents a dos arxius en format àudio. 
• Les sortides han de ser cadenes de bits (BitStream). 
• Els arxius corresponents als senyals àudio s’han de localitzar en una unitat 
d’emmagatzematge pròpia del disseny. 
• El format d’àudio del arxius anteriors ha de ser tal que permeti reproduir a temps real 
el senyal generat pel nostre prototip en qualsevol instant de temps. 
1.2. Abast del projecte 
A partir de l’estudi del disseny del generador es vol muntar un prototip de prova. En l’estudi 
s’hi haurà de descriure de manera més extensa la funcionalitat, les entrades i sortides del 
sistema per establir el hardware a utilitzar i posteriorment procedir a la programació dels 
dispositius. Es faran proves i simulacions per intentar que en el muntatge final no hi hagi 
problemes i per tant, el prototip generi simultàniament dos senyals àudio. 
A continuació es detallen els punts a seguir per arribar fins al muntatge del prototip del 
generador simultani de senyals MP3: 
• Estudi del format àudio amb el que treballa el generador. 
• Definir entrades i sortides del sistema a partir del funcionament que volem que tingui 
el disseny. 





• Establir el hardware necessari per l’elaboració del disseny. 
• Estudi de cadascun dels dispositius que formaran part del generador. 
• Programar els dispositius que ho requereixin. 
• Realitzar les simulacions i proves pertinents. 
• Muntatge del generador simultani de senyals MP3. 
• Realitzar proves del disseny. 
• En cas necessari tornar a la fase de disseny. 
 





2. Format d’àudio: MP3 
En aquest projecte es busca generar senyals àudio. Després d’un breu estudi és va pensar 
que el format que encaixava més bé amb les necessitats i els nostres coneixements era el 
MP3. Aquest format d’àudio tant conegut té grans avantatges i no dóna complicacions en 
petits errors ja que està format per trames independents (frames), com s’explicarà més 
endavant. És a dir, permetrà que un futur disseny accedeixi en qualsevol instant de temps al 
senyal que estiguem generant i que reprodueixi a temps real aquest flux de bits 
corresponents a un dels arxius àudio. 
El MP3 és un tipus de format àudio amb origen molt recent, però de gran popularitat en tota 
la societat. En múltiples aplicacions s’aposta per aquest format ja que, tot i que l’espai que 
ocupa comparat amb altres formats d’àudio és molt petit, la qualitat que ofereix és similar a la 
que ofereix un CD, si més no, pràcticament idèntica per a l’oïda humana.  Aquest format és 
el que s’utilitza en el prototip del nostre disseny per a transmetre la informació àudio. 
2.1. Història 
Els estudis van començar l’any 1987 en les instal·lacions del “Fraunhofer Institut Integrierte 
Schaltugen” en Erlangen, Alemanya, amb la col·laboració de Dieter Seitzer, professor de la 
universitat de la mateixa ciutat. L’objectiu era desenvolupar un mètode per transmetre àudio 
en format digital comprimit i es van basar en les insuficiències de la percepció en l’oïda 
humana.  
Va realitzar un algoritme que permet comprimir l’àudio sense pèrdua de qualitat apreciable. 
Després de gairebé tres anys de desenvolupament, van buscar i van assolir una patent 
alemanya en 1989, i en 1992 per part de l’Organització Internacional de Estàndards (ISO). 
Posteriorment la tecnologia es va integrar a la especificació MPEG (Motion Picture Experts 
Group), que és un estàndard en la compressió de vídeo, àudio i sistemes i va néixer el MP3 
(MPEG1 Audio Layer 3 – 3r nivell de compressió del MPEG1). 
Amb el recolzament de l’ISO i del MPEG, la tecnologia va ser acceptada com un estàndard 
dins de la indústria, però la clau per l’èxit del MP3 va ser que inicialment els amos de la 
patent, Fraunhofer ISS_A, van permetre l’ús i desenvolupament gratuït de la tecnologia. Això 
va permetre tant als desenvolupadors independents com als corporatius que poguessin 
desenvolupar software que utilitzaria l’especificació. Tot i el temps que va estar la tecnologia 
a l’abast, es va necessitar l’ajuda de la indústria de la codificació i descodificació de MP3 per 
donar-li realment major abast al format. En 1997 el desenvolupador de productes multimedia 


















avançats Tomislav Uzelac, va crear el primer programa per tocar MP3, el AMP2, el qual va 
ser utilitzat posteriorment per a les aplicacions WinAmp i MacAmp. 
Amb el temps van aparèixer moltes més eines per codificar, transmetre i modificar MP3, i 
aquestes van ser lliurades al públic, fet que va fer créixer la popularitat del format i va portar a 
l’intercanvi d’arxius àudio de petita mida però alta qualitat mitjançant la xarxa. 
2.2. Estructura trames MP3 
Un arxiu MP3 està format per milers de trames (frames). Cada trama conté 1152 mostres 
d’àudio codificada, corresponents a 26 ms de so. Aquest format utilitza 38 trames per segon, 
independentment del nombre variable de bits per trama. 
Les principals parts que conté cada trama de MP3 són la capçalera (header), les dades 
d’àudio i opcionalment un CRC (CRC-16) i un bloc de dades extres. Els bits de la capçalera 
marquen l’inici de trama (11bits a 1: ‘11111111111’) i donen informació general de les 
característiques de la mateixa trama. A continuació, hi ha les dades d’àudio que es composa 























Fig. 2.2-1: Estructura trama MP3 





Cada trama d’un arxiu en format MP3 és pràcticament independent de la resta. En cas que 
alguna trama arribés errònia al receptor, només es perdien uns 26 ms d’àudio, fet difícil de 
percebre amb l’oïda humana. Aquesta característica, és de gran avantatge per a la 
transmissió d’àudio en aquest projecte, ja que permet que el receptor pugui iniciar la 
reproducció a temps real en qualsevol moment. 
2.2.1. Estructura capçalera 
Com s’ha comentat en el format MP3 no existeix una capçalera a l’inici de l’arxiu que doni 
informació de la resta de dades, sinó que l’arxiu es composa de trames independents i la 
capçalera és individual per a cada trama.  
A continuació és detalla amb els bits de posició els components de la capçalera de cada 
trama en el format MP3. Tot seguit es fa una breu descripció de cadascuna d’aquestes parts: 
 
 
31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
                                
A Syncword: 
Amb 12 bits de longitud, tots a ‘1’ per a identificar l’inici de trama. 
B ID: 
El composa un únic bit que s’utilitza per a la identificació de l’àudio. Sempre a ‘1’ per a indicar 
que es tracta d’àudio MPEG-1. 
C Layer: 
Dos bits per a descriure la capa. 
00 Reservat 
01 Capa III 
10 Capa II 
11 Capa I 
 
Fig. 2.2-2: Estructura capçalera trama MP3 
M LKJ I H GF E DC BA 






Un bit de protecció. Si aquest està a ‘0’ indica que la trama està protegida amb un codi de 
redundància cíclica per a la detecció d’errors (CRC). 
E Bitrate_index: 
Quatre bits que proporcionen l’índex de taxa de bits segons la taula següent:: 
Taxa de bits MPEG –1 (Kbps) 
Codi Capa I Capa II Capa III 





0001 32 32 32 
0010 64 48 40 
0011 96 56 48 
0100 128 64 56 
0101 160 80 64 
0110 192 96 80 
0111 224 112 96 
1000 256 128 112 
1001 288 160 128 
1010 320 192 160 
1011 352 224 192 
1100 384 256 224 
1101 416 320 256 
1110 448 384 320 
1111 No permès No permès No permès 
 
F Sampling_frequency: 
Dos bits que indiquen la velocitat de mostreig: 
00 44.1 KHz 
01 48 KHz 









Un bit que s’utilitza únicament per a freqüències de 44.1KHz, que si està a ‘1’ la trama 
s’omple amb una ranura extra.  
H Private_bit: 
Un bit per ús privat. Generalment no s’utilitza. 
I Mode: 
Dos bits que indiquen el mode de canal, tal i com es mostra a continuació: 
00 Stereo 
01 Joint Sterero 
10 Dual Channel (2 canals mono independents) 
11 Single Channel (1 canal mono) 
El mode estèreo indica que el canal comparteix bits, però no utilitza codificació Joint Stereo. 
En el mode Joint Stereo, si que treu profit de la correlació existent entre els dos canals per a 
representar més eficaçment el senyal. El mode Dual Channel està format per a dos canals 
mono totalment independents (cadascun d’ells és un arxiu àudio diferent); cada canal utilitza 
exactament mitja taxa de bits de l’arxiu. La majoria dels descodificadors els processen com a 
estèreo, però no és sempre el cas. Single Channel es basa en un únic canal d’àudio. 
J Mode_extension: 
Dos bits indiquen extensió al mode; únicament s’utilitza en mode Join Stereo. En la capa III, 
aquests bits indiquen quin tipus de codificació Join Stereo s’està utilitzant, Intensitat estèreo 
o Estèreo M/S (es refereix a transmetre els canals normalitzats Middle/Side (suma/diferència) 
dels canals esquerre i dret enlloc dels habituals Esquerre/Dret). 
 
Codi per a la Capa III 
Codi Intensity stereo M/S stereo 
00 No No 
01 Si No 
10 No Si 
11 Si Si 
 
K Copyrigth: 





Un bit destinat al copyrigth que, si està a ‘1’, indica que és il·legal copiar el contingut de 
l’arxiu. 
L Original/copy: 
Un bit utilitzat per indicar si es tracta d’un mitjà original, si el bit està a ‘1’. A ’0’ indica que és 
una còpia del mitjà original. 
M Emphasis: 
Dos bits utilitzats per informació de l’èmfasi. Indica al descodificador que el so ha de ser 
“reequalitzat”  després de la supressió de soroll tipus Dolby. S’utilitza poques vegades. 
 
00 Cap 
01 50/15 ms 
10 Reservat 
11 CCITT J.17 





3. Estudi del disseny 
El generador simultani de senyals MP3 és un disseny que està pensat perquè es pugui 
encapsar i només depengui d’un sol paràmetre d’entrada: l’alimentació. D’altra banda tenim 
les dades finals del sistema que són les dues sortides digitals corresponents a les cadenes 
de bits d’informació de cadascun del canals que volem generar. El disseny global es pot 














Figura 3-1: Esquema genèric del disseny 
Figura 3-2: Diagrama de blocs del generador simultani de senyals MP3 
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Com es pot observar hi tenim dues unitats d’emmagatzematge corresponents als dos canals 
d’informació àudio que volem generar. Per a aquest primer prototip s’ha decidit utilitzar com  
a unitats d’emmagatzematge memòries FLASH de la casa AMD. Com s’explica en el 
següent apartat, aquests dispositius presenten les dades de sortida en 8 bits. Per aquest 
motiu, en l’esquema anterior hi precedeix un bloc a la sortida: la unitat de desplaçament. 
Aquesta actuarà de tal forma que els 8 bits de dades en paral·lel de cada memòria els 
passarà a una única cadena de bits (Bitstream) per canal d’informació.  
3.1. Memòria: AM29F040B 
Com indica el títol del projecte, l’objectiu del disseny és generar simultàniament senyals 
digitals corresponents a arxius d’àudio en format MP3, concretament l’estudi es basa en 
generar dos senyals. Aquests senyals són dades àudio corresponents a arxius amb extensió 
MP3. Diem que cada un d’aquests senyals forma part d’un canal de dades, és a dir, el nostre 
disseny té dos canals. 
En primer pas a realitzar amb cada un d’aquest dispositius és el procediment d’escriptura per 
passar les dades a memòria. Un cop que les memòries ja continguin la informació, la unitat 
d’emmagatzematge del sistema estarà llest per al muntatge del disseny. Un cop les dades es 
troben en memòria, els procediments del disseny amb la memòria són únicament els de 
lectura de dades, per posteriorment tractar-les en altres blocs. 
Anteriorment, s’ha comentat que el hardware utilitzat per a emmagatzemar l’àudio és de la 
casa AMD. Tant per a un canal d’àudio com per a l’altre, s’utilitza el mateix dispositiu, 







Figura 3.1-1: Memòria AM29F040B 





3.1.1. Principals característiques 
Aquesta és una memòria FLASH de 4 Megabit de capacitat. A continuació es presenten les 
principals característiques que dóna el DataSheet: 
• 5.0 V ± 10% per operacions de lectura i escriptura. 
o Redueix el nivell d’energia que requereix el sistema. 
• Fabricat amb tecnologia de 0.32 µm. 
o Compatible amb el dispositiu Am29F040 de 0.5 µm. 
• Rendiment elevat. 
o Temps d’accés de fins a 55 ns. 
• Baix consum d’energia. 
o 20 mA en mode de lectura. 
o 30 mA en mode d’escriptura (esborrar/programar). 
o 1 µA en mode d’espera (standby). 
• Arquitectura flexible formada en 8 sectors. 
o 8 sectors de 64 Kbytes cadascun. 
o Qualsevol combinació de sectors pot ser esborrada. 
o Suporta esborrar tot el xip. 
o Protecció de sectors.  






• Algoritmes encaixats. 
o L’algoritme per a esborrar automàticament preprograma i esborra tot el xip o 
la combinació de sectors assenyalats. 
o L’algoritme per programar escriu i verifica bytes en les adreces especificades 
automàticament. 
• Mínim de 1.000.000 cicles garantits de programar/esborrar. 
• 20 anys en la retenció de dades a una temperatura de 125ºC. 
• Opcions d’encapsultat. 
o 32-pin PLCC. 
o 32-pin TSOP. 
o 32-pin PDIP. 
• Compatible amb l’estàndard JEDEC 
o Pins de sortida i software compatible amb l’estàndard FLASH. 
o Protecció de l’operació d’escriptura superior a l’advertida.  
Figura 3.1-2: Arquitectura de la memòria dividida en 8 sectors 





3.1.2. Esquema de connexions 
A partir dels Datasheets que proporciona el fabricant tenim el següent esquema lògic de la 
memòria que utilitzem en el disseny del prototip: 
 
Com es pot observar en la figura el xip corresponent a la nostra memòria té tres senyals de 
control que s’activen a nivell baix (#CE, #OE, #WE). A més d’aquests tres senyals d’entrada 
hi ha els 19 pins per al direccionament a memòria (A0-A18). Com s’ha comentat amb 
anterioritat, la dades es presenten en 8 bits en paral·lel (DQ0-DQ7). Aquest bus és 
bidireccional ja que per a l’operació d’escriptura les dades són d’entrada, mentre que per a la 
lectura, aquestes són de sortida. 
A nivell físic tenim tres possibles encapsats. El nostre correspon al PDIP que té el següent 
diagrama de connexions: 
 
Figura 3.1-3: Esquema lògic memòria 
Figura 3.1-4: Diagrama de connexions de la memòria 





3.1.3. Operacions d’escriptura i lectura 
En la següent figura es mostren les diferents operacions que pot realitzar la nostra 
memòria en funció del valor que prenguin les entrades. En aquest disseny únicament 





3.1.3.1. Operació d’escriptura 
En aquest mode el sistema ha d’estar amb els senyals CE# i WE# a nivell baix (0 V), mentre 
que OE# ha d’estar al nivell alt (5 V). En el nostre cas, únicament utilitzarem aquesta 
operació quan ens interessi canviar les dades que volem generar. En el prototip les dues 
memòries no es solden directament a la placa de circuit imprès, sinó que es col·loquen en 
sòcols per poder extreure-les i reprogramar-les. 
3.1.3.2. Operació de lectura 
De forma anàloga a l’operació d’escriptura, la lectura de dades de la memòria es realitzen 
quan els senyals CE# i OE# estan a nivell baix (0 V) i WE# està a nivell alt (5 V). Aquesta és 
l’operació que realitza el nostre disseny per tal de generar els senyals MP3. 
Amb els senyals de control activats com s’ha comentat en el paràgraf anterior, i donat un 
senyal d’entrada pel bus d’adreces, a la sortida és dóna un senyal. Aquests 8 bits en paral·lel 
codifiquen el que hi ha en memòria en la posició que ens indica de forma codificada en binari 
les 19 línies d’adreces. Aquestes dades seran tractades posteriorment per la unitat de 
desplaçament, amb la finalitat de presentar-les de forma correcta a la sortida del disseny 
Figura 3.1-5: Taula operacions de la memòria 





En la figura que hi ha a continuació hi ha representats els diferents temps implicats en 
l’operació de lectura per a la memòria FLASH que hem escollit. A aquesta figura 
l’acompanya una taula que indica el valor d’aquests paràmetres per a les diferents versions 








Figura 3.1-6: Diagrama de temps operació de lectura 
Figura 3.1-7: Taula temps operació lectura 














Parcialment a mida (semi-custom)






3.2. Dispositiu lògic programable: EPM 7064SLC44-10  
A continuació es presenta un esquema dels diferents camins que podem prendre per a fer el 
disseny digital d’un dispositiu. En vermell es representa l’opció escollida pel disseny del 
dispositiu que realitzi les funcions que representa el bloc de la unitat de desplaçament que 
apareix en la Figura 3-2. 
Figura 3.2-1: Alternatives de disseny digital 






3.2.1. Dispositius lògics programables 
Els dispositius lògics programables són una família de components que contenen conjunts 
d’elements lògics (AND, OR, NOT, LATCH, FLIP-FLOP) que poden configurar-se en 
qualsevol funció lògica que l’usuari desitgi i que el component suporti. Hi ha diverses classes 
de dispositius lògics programables, a continuació s’expliquen els següents tipus: ROM, PLD i 
CPLD. 
3.2.1.1. ROM (Read Only Memory) 
Les ROM són memòries programables únicament de lectura. L’arquitectura de la majoria de 
les ROM consisteix generalment en un nombre fix de termes AND que alimenta una matriu 
programable OR. S’utilitzen principalment per descodificar les combinacions d’entrada en 
funcions de sortida. 
3.2.1.2. PLD (Programmable Logic Devices) 
Un dispositiu programable per l’usuari és aquell que conté una arquitectura general 
predefinida en la qual l’usuari pot programar el disseny final del dispositiu mitjançant un 
conjunt d’eines de desenvolupament. Les arquitectures generals poden variar, però 
normalment consisteixen en una o més matrius de portes AND i OR per implementar 
funcions lògiques. Molts dispositius també contenen combinacions de FLIP-FLOP i 
LATCHES que poden utilitzar-se com a elements d’emmagatzematge per entrada i sortida 
d’un dispositiu. Els dispositius més complexos contenen macrocel·les que permeten a 
l’usuari configurar el tipus d’entrades i sortides necessaris en el disseny. 
3.2.1.3. CPLD (Complex Programmable Logic Devices) 
Els CPLD són Dispositiu Lògic Programable Complex. Són matrius de portes elèctricament 
programables que contenen múltiples nivells de lògica. Aquests dispositius es caracteritzen 
per altes densitats de porta, alt rendiment, un nombre gran d’entrades i sortides definibles per 
l’usuari, un esquema d’interconnexió flexible, i un entorn de disseny similar al de matriu de 
portes. No estan limitades a la típica matriu AND-OR. Per contra, contenen una matriu 
interna configurable de rellotges lògics (CLB) i un anell de circumval·lació de blocs de 
entrades/sortides (IOB). La secció de lògica combinacional és capaç d’implementar 
qualsevol funció booleana de les seves variables d’entrada. Cada IOB pot programar-se 
independentment per ser una entrada, i sortida amb control tri-estat o un pin bidireccional. 
També contenen FLIP-FLOP que poden utilitzar-se com buffers d’entrada i sortida. 





En el disseny del dispositiu es poden definir funcions lògiques en un circuit i revisar aquestes 
funcions com convingui. Així, els CPLD poden dissenyar-se i verificar-se en uns dies, a 
diferència de les diverses setmanes necessàries per les matrius de porta programables. Per 
aquest motiu escollim aquest tipus de dispositiu per al disseny de la unitat de desplaçament 
de l’esquema de la Figura 3-2. Concretament utilitzarem el model EMP 7064SLC44 –10 de la 






3.2.2. Principals característiques de la família MAX 7000S 
A continuació es presenten les principals característiques donades al DataSheet referent a la 
família MAX 7000S: 
• Dispositiu lògic programable (PLD) d’alt nivell basat en la segona generació de 
l’arquitectura MAX®. 
• Alta densitat lògica (EPLD) des de 600 fins a 5000 portes lògiques utilitzables. 
Figura 3.2-2: EMP 7064SLC44 -10 






• Retard lògic de 5 ns pin-to-pin amb freqüències de comptador de fins a 175,4 MHz 
(incloent-hi interconnectivitat). 
• Dispositiu PCI disponible. 
• Sortides opcionals tipus Open-drain. 
• Macrocel·les tipus FLIP-FLOP programables amb controls de clear, preset, clock i 
clock enable. 
• Bit de seguretat programable per la protecció de la propietat del disseny. 
• Tensió de treball de 3.3 V o 5.0 V. 
o MultiVolt TM I/O interface que permet connectar dispositius amb interfícies de 
3.3 o 5.0 V (no disponible per a 44 pins). 
o Pin compatible amb els dispositius MAX 7000A i MAX 7000B de baix voltatge. 
• Altres característiques disponibles per als dispositius MAX 7000E i MAX 7000S. 
o Sis pins de sortida activats per a senyals d’enable. 
o Dos senyals globals de rellotge amb opció d’inversió. 
o Amplies possibilitats d’interconnexió. 
Figura 3.2-3: Rangs d’utilització lògics dels EMP 7000S 





o Temps de transició des de pin d’entrada fins als registres de les macrocel·les 
molt baixos gràcies a camins dedicats. 
• Suport per a la programació: 
o Tots els dispositius MAX 7000 poden ser programats amb Altera’s Master 
Programming Unit (MPU) o d’altres dispositius. 
o En els MAX 7000S es pot utilitzar el cable sèrie de descàrrega BitBlasterTM , 
ByteBlasterMVTM paral·lel i MasterBlasterTM USB. 
L’arquitectura del MAX 7000 suporta el 100% de l’emulació TTL i l’alta densitat d’integració 
de les funcions lògiques de SSI, MSI i LSI. L’arquitectura del MAX 7000 integra múltiples 
dispositius des de PALs, GALs, 22V10s fins a MACH i pLSI. El MAX 7000 està disponible en 
un ampli ventall d’encapsulació, incloent-hi PLCC,PGA, PQFP, RQFP i TQFP. La següent 




Figura 3.2-4: Possibles encapsulats dels EMP 7000S 





3.2.3. Temps implícits  
En els següents subapartats s’exposen els paràmetres temporals que ens dóna el DataSheet 
del dispositiu referent al model EMP7064S. Concretament el model que s’utilitza és el 
EMP7064S –10, és a dir, l’última de les quatre versions referents al grau de velocitat del 
model. 
3.2.3.1. Paràmetres temporals externs 
La taula que hi ha a continuació es detallen els paràmetres temporals externs que permet el 
nostre model. Un dels trets més important és el de la freqüència màxima que pot tenir el 
senyal de rellotge d’entrada. En el model que utilitzem aquest senyal permet un valor màxim 
de 125 MHz de freqüència. 
 
Figura 3.2-5: Taula paràmetres temporals externs 





3.2.3.2. Paràmetres temporals interns 
La taula següent ens mostra els valors temporals interns implícits en els models EMP7064S 
de dispositius lògics programables, recordar que el nostre model és el EMP7064S -10 
(Speed Grade ? -10) 
 
 
Figura 3.2-6: Taula paràmetres temporals interns 





3.2.4. Diagrama de blocs 
El següent diagrama de blocs ens descriu l’esquema intern del dispositiu EMP7064.  
 
 
Figura 3.2-7: Diagrama de blocs EMP7064 





3.2.5. Esquema físic 
De les tres possibles arquitectures possibles que pot tenir el dispositiu programable, el nostre 
model té el següent esquema físic: 
 
Aquest model permet la lliure utilització de 36 pins dels 44 que disposa. 
Figura 3.2-8: 44-Pin PLCC 





3.3.  Mòdul oscil·lador: X337B 
Tot i que no s’ha indicat en la Figura 3-2, la unitat de desplaçament (CPLD) requereix un 
senyal de rellotge, per aquest motiu s’introdueix al disseny un mòdul oscil·lador. Amb el 
senyal de sortida d’aquest dispositiu s’establirà, entre altres, la velocitat dels senyals dels 
canals 1 i 2 a 128 kbps. El mòdul oscil·lador que s’ha escollit per al prototip és el model 
X355H de la casa C-MAC i genera un senyal de rellotge de 16 MHz. 
3.3.1.  Esquema de connexions 
En la figura següent s’especifiquen tant les mides, com les connexions als pins. Segons els 
DataSheets corresponents el pin 1 no s’ha de connectar ja que el model escollit no és tri-
state. 
 
3.3.2. Temps implícits 
Segons la freqüència de treball de la família de l’oscil·lador seleccionat, hi ha diversos 
paràmetres temporals que varien de valor. 
En les següents figures es presenten aquest paràmetres temporals gràficament i una taula 
amb els valors segons les freqüències de treball. Dita taula també indica el consum de 
corrent i la tensió amb la que s’ha d’alimentar el dispositiu. En el nostre cas aquests 
paràmetres són de 30 mA i 5 V d’alimentació. 
Figura 3.3-1: Esquema de connexions de X355H. 








Figura 3.3-2: Gràfic temporal del senyal de rellotge 
Figura 3.3-3: Taula de paràmetres temporals segons la freqüència de treball. 






Per programar les dues memòries FLASH que continguin la informació a transmetre pels 
canals 1 i 2 s’utilitza el programador universal PR-875B. Com s’ha comentat amb anterioritat 
el model de memòries FLASH que utilitzem en el prototip del generador simultani de senyals 
MP3 és el AM29F040B. 
4.1. Programador universal: PR-875B 
El PR-875B és un programador universal que treballa a través del port paral·lel de 
l’ordinador. Amb aquest es pot programar, llegir, copiar o comprovar qualsevol dispositiu DIL 
de fins a 48 pins existents en el mercat. El programador PR-875B accepta dispositius lògics 
(CPLD, EPROM, EEPROM, EEPROM Sèrie, Memòries FLASH i MCU) així com dispositius 
amb tensions de treball d’entrada/sortida i Vcc de 5V i 3V. L’actualització dels dispositius 
s’implementa directament sobre el software oferint un ràpid i flexible accés als nous integrats. 
 
 
Figura 4.1-1: Programador Universal PR-875B 





4.2. Bolcatge arxius MP3 a memòria 
El software utilitzat per programar les memòries FLASH és el PR-875B Intelligent Universal 
Programer de la casa PROMAX. Aquest programa es proporciona amb el mateix 
programador. 
Per bolcar l’arxiu MP3 que desitgem a la memòria FLASH, en primer lloc s’ha de carregar 
l’arxiu al programa. A continuació ja es pot programar amb el botó que hi ha en la barra 





Figura 4.2-1: Bolcatge arxiu MP3 a memòria FLASH 
Programar! 






El dispositiu que hem escollit perquè realitzi les operacions pertinents per a tractar les dades 
de forma que a la sortida del sistema apareguin en una única cadena de bits per sortida, s’ha 
de programar. Com s’ha comentat amb anterioritat, aquest dispositiu és de la casa Altera i el 
model amb el que treballem és el: EMP7064SLC44-10. La mateixa casa posa a disposició 
dels estudiants el software que s’utilitza per programar-los, el Max+Plus II. A continuació es 





Figura 5-1: MAX+PLUS II 





5.1. Introducció a l’entorn de programació 
5.1.1. Programació de dispositius programables d’Altera 
En l’organigrama que es presenta a continuació podem veure quins són els passos correctes 
que hem de seguir per a programar satisfactòriament qualsevol PLD. Cal donar importància 
al punt Visió del problema, ja que si no tenim clar des d’un principi què hem de fer, resultarà 
complicat dissenyar correctament el programa. 
 
 Figura 5.1-1: Esquema programació PLD 





DISSENY DEL PROGRAMA 
VISIÓ DEL PROBLEMA





5.1.2. MAX+PLUS II 
El software per a la programació de dispositius d’Altera que s’utilitza en aquest projecte és el 
MAX+PLUS II. Aquest programa pot treballar dins de l’entorn del Windows 98, Windows NT, 
Windows XP o UNIX workstations. El MAX+PLUS II disposa, entre altres, de les següents 
eines: 
• Eines de disseny: 
o Editor d’esquemes. 
o Editor de text. 
o Floorplan editor. 
o Programació jeràrquica de dissenys. 
o Llibreria de mòduls paràmetritzables (LPM). 
• Eines de compilació: 
o Síntesi lògica i rutat automàtic del dispositiu. 
o Localització automàtica dels errors. 
o Ampliació de funcions genèriques (Megafuncions). 
• Eines de verificació: 
o Anàlisi temporal. 
o Creació de fitxers per a simuladors. 
• Eines de programació: 
o Programació i reprogramació dels dispositius. 
Cal dir, que la mateixa casa Altera ofereix diversos serveis on-line. Via web permeten 
demanar llicència per utilitzar el programa com a estudiant, ofereixen ajuda per correu 
electrònic, disposen de diversos tutorials, entre altres serveis.  





5.2. Visió del problema 
Aquest punt pren gran protagonisme en el projecte, ja que com s’ha comentat cal tenir una 
visió clara del que volem abans de començar a treballar en la programació del dispositiu.  
Recapitulant dades referents a la memòria FLASH observem que en el muntatge del prototip: 
• Pins d’entrada: 
o CE#: ACTIU (0V) per passar les dades 
NO ACTIU (5V) en espera 
o OE#: ACTIU (0V) ? connectar a massa (possibilitat de connectar a CE#). 
o WE#: NO ACTIU (5V)    ? connectar a tensió. 
o A0 – A18: Necessitem un comptador que permeti anar mapejant tota la 
memòria amb la finalitat d’anar treien totes les dades. Aquest haurà de 
comptar des de 00000h fins a 7FFFFh. ? Cal dissenyar un “comptador per 
les adreces”. 
• Pins de sortida: 
o DQ0 – DQ7: Sortida de les dades en paral·lel quan el dispositiu està 
habilitat. 
Recordem que volem dos canals i que llavors utilitzem dues memòries. Observem que 
excepte el CE# les dues memòries poden compartir tots els pins. Es realitzaran dos senyals 
de controls, un per a cada memòria, per tal de compartir el bus de dades fins a la unitat de 
desplaçament. Cal puntualitzar que compartint el bus d’adreces les dues memòries inicien la 
lectura de dades en el mateix instant i a la mateixa velocitat.  
5.2.1. Objectius en el disseny del programa 
Arribats a aquest punt podem definir els objectius per a realitzar el disseny del dispositiu 
programable: 
• Crear senyal de rellotge intern de 128 KHz.  
• Crear senyal de control per habilitar la memòria 1. 
• Crear senyal de control per habilitar la memòria 2. 
Crear un senyal de control 





• Crear comptador per mapejar les memòries. 
• Avaluar segons els senyals de control que creem si les dades que entren al dispositiu 
corresponen a la memòria 1 o a la memòria 2 (recordem que les dues memòries 
comparteixen el bus de dades). 
• A partir del punt anterior, passar les dades de paral·lel a sèrie i passar-les a la sortida 
del canal 1 o la del 2 (segons la procedència de les dades). 
5.3. Disseny (I) 
En primer lloc definirem les entrades i sortides del nostre dispositiu. 
• Entrades: 
o CLK (1 bit). 
o Dades (8 bits). 
• Sortides: 
o Senyal de control per habilitar la memòria 1 (1 bit). 
o Senyal de control per habilitar la memòria 2 (1 bit). 
o Adreces (19 bits). 
o Canal 1 (1 bit). 
o Canal 2 (1 bit). 
En total utilitzarem 32 dels 36 pins disponibles del nostre model (segons els DataSheets de 
la del dispositiu lògic programable). 
Per al disseny d’aquest programa s’utilitzen dos símbols o “components” en l’editor gràfic del 
programa MAX+PLUS II que són el Counter i el Shift Register. En l’ajuda del mateix 
programa es detalla la seva utilització. A continuació s’expliquen les idees més bàsiques que 
s’utilitzen en el nostre disseny. 






En l’annex es poden consultar les possibles entrades i sortides d’aquest símbol. A 
continuació hi ha una taula en la que es presenten les principal funcions que es poden 
realitzar depenent del valors que prenguin les entrades.  
 
 
La funció assenyalada és la que ens permet comptar des de 0 en endavant amb un nombre 
de bits igual al paràmetre LPM_WIDTH i a la freqüència igual a la del rellotge d’entrada. 
Observem que la resta d’entrades han de prendre el valor que tenen per defecte en cas de la 
no utilització, i per aquest motiu no les utilitzem. 
 
La figura següent és un exemple de la presentació 
gràfica que té aquest símbol dins de l’entorn gràfic 
amb el que treballem per a programar la CPLD: 
 
Figura 5-3.1: Taula funcions COUNTER 
Figura 5-3.2: Símbol gràfic COUNTER 





5.3.2. Shift Register 
Com s’ha comentat per al comptador, en l’annex es poden consultar les entrades i sortides 
que suporta a aquest component, i també quines d’elles no són obligatòries i els valors que 
prenen en cas de no fer-les servir. La taula següent fa referència a les possibles funcions a 




Aquest símbol l’utilitzarem per passar les dades de paral·lel a sèrie mitjançant la funció que 
s’assenyala en la taula anterior que consisteix en un registre de desplaçament. En aquest 
cas haurem d’utilitzar tres senyals d’entrada: el Load, el Clock i el vector corresponent a les 
dades Data[LPM_WIDTH ]. Com a sortida utilitzarem el ShiftOut el qual és la sortida sèrie al 
sistema. Aquest té un paràmetre relacionat: que indica si comença traient els bits de major a 
menor pes (LPM_DIRECTION="LEFT") o viceversa (LPM_DIRECTION="RIGHT"). En el 
nostre disseny traurem els bits de major a menor pes (“LEFT”). 
 
La següent figura és un altre exemple de la 
presentació gràfica que tenen els símbol dins 
l’entorn gràfic del programa MAX+PLUS II. 




Figura 5-3.3: Taula funcions SHIFT REGISTER 
Figura 5-3.4: Símbol gràfic SHIFT REGISTER 





5.4. Disseny (II) 
5.4.1. Editor gràfic 
En la secció anterior s’han desenvolupat la majoria d’idees per a procedir a la programació 
del dispositiu. A partir del counter, del shift register i d’algun altre porta lògica es proposa el 
següent esquema gràfic (també a l’annex) per a una entrada de rellotge CLK de 16 MHz.: 
 
 Figura 5-4.1: Disseny gràfic global del programa. 





A continuació hi ha un exemple del funcionament. El senyal de rellotge de la il·lustració 





Figura 5-4.2: Exemple de simulació. 





A continuació es desglossa el disseny en quatre blocs: 
• Rellotge 128 KHz. 
• Rellotge d’adreces. 
• Sortida d’adreces. 
• Canal 1. 
• Canal 2. 
5.4.1.1. Rellotge 128 KHz 
El senyal d’entrada del dispositiu a programar té una freqüència de 16 MHz. Ens interessa 
generar a partir d’aquests dos senyals de rellotge més: un per a la sortida de dades i l’altre 
per a la d’adreces. 
Volem que els senyals de dades de sortida tinguin una velocitat de 128 Kbps, és a dir, 
aquestes sortides variaran a una freqüència de 128 KHz. Observem que la freqüència del 
rellotge d’entrada (16 MHz) és 125 vegades la freqüència de les dades (128 KHz). 
El procediment que s’ha seguit ha sigut passar l’entrada de rellotge per un comptador de 7 
sortides. A continuació, passar-les per una porta AND amb l’entrada del segon bit de menor 
pes negada. És a dir, la sortida de la porta serà 0 mentre que les sortides del comptador 
siguin diferents a ‘1111101’, o dit d’una altra manera, diferents a 125 (valor decimal). 
 
Figura 5-4.3: Creació del rellotge de dades. 





5.4.1.2. Rellotge d’adreces 
Les adreces voldrem que tinguin una velocitat 8 vegades menor a la de dades, per tal poder 
transmetre els 8 bits de dades que dóna la memòria per cada nova adreça d’entrada a la 
mateixa. Es passa el rellotge de dades (128 KHz) per un comptador i el tercer bit de menor 
pes (q2) correspon a un senyal de freqüència 23 vegades menor al d’entrada, és a dir, 8 




5.4.1.3. Sortida d’adreces 
De forma similar amb els dos apartats anteriors, la sortida de 19 bits en paral·lel 
corresponent a les adreces es realitza amb un comptador amb 19 línies de sortida. En 
aquest hi introduirem el senyal de rellotge q2 i en dita sortida tindrem el senyal que s’ha de 
passar a les memòries per tal de mapejar-les. 
Figura 5-4.4: Creació del rellotge d’adreces. 









5.4.1.4. Canal 1 
A partir de les sortides dissenyades en l’Apartat 5.4.1.2 operem de tal forma que es crea un 
senyal per indicar en quin moment agafem des dades de l’entrada. D’altra banda, amb el 
senyal de 128 KHz, procedim a passar les dades de paral·lel a sèrie. La sortida d’aquest bloc 
correspon a la sortida digital que codifica el senyal àudio en MP3. 
 
 
Figura 5-4.5: Creació del senyal de sortida d’adreces. 
Figura 5-4.6: Bloc del CANAL 1. 





5.4.1.5. Canal 2 
Aquest bloc és similar a l’anterior, amb la diferència que el senyal per carregar les dades està 
desfasat respecte el creat pel canal 1, amb la finalitat de gestionar correctament el bus de les 




Un cop fet el disseny en l’entorn gràfic del MAX+PLUS II s’ha de comprovar que aquest no 
tingui errors. Per aquest motiu, el següent pas és el de compilació: 
 
 
Figura 5-4.7: Bloc CANAL 2. 
Figura 5-4.8: Compilació. 






Un cop es té el disseny sense cap error de compilació, passem a la simulació per comprovar 
que fa la funció que desitgem. En primer lloc s’ha de crear un nou arxiu waveform dins del  
mateix projecte que arxiu gràfic, carregar totes les entrades i sortides del dispositiu i indicar 
quines entrades volem que utilitzi. Una de les opcions que hi ha dins de l’entorn de la 
simulació permet establir la freqüència d’entrada que hi haurà a l’entrada CLK de la CPLD. 
Pel que fa a l’entrada de dades, es poden establir diferents intervals de temps amb diferents 
valors que es poden introduir tant en decimal, en hexadecimal, binari com en octal. Tot seguit 
es procedeix a la simulació en la qual el programa comprova que no hi hagin errors en l’arxiu 
waveform que s’ha creat. 
 
5.4.3.1. Formes d’ona 
Un cop el programa ha comprovat que no hi ha errors en la simulació, s’obre una finestreta 
en la que es presenten les formes d’ona tant de les entrades com de les sortides del 
dispositiu per al disseny que hem fet en l’entorn gràfic. Un exemple de simulació és la Figura 
5-4.2. 
Figura 5-4.9: Compilació. 






Un cop s’ha simulat i observem que el disseny respon segons les nostres necessitats, 
passem a la programació del dispositiu, és a dir, bolcar la informació referent al disseny al 
dispositiu. 
5.5.1. Esquema pins 
Abans de passar al procés de bolcatge de la informació al dispositiu s’han d’assignar els pins 
a les entrades i sortides del disseny. En la següent figura es mostra el nostre esquema de 
pins en el qual s’han assignat les sortides de tal manera que la posterior connexió amb les 
dues memòries sigui el més senzilla possible. 
 
Figura 5-5.1: Diagrama de connexions 





5.5.2. Bolcatge al dispositiu 
Definides les entrades i sortides en els pins del dispositiu, i amb un K connectat al port 
paral·lel es passa la informació a la CPLD. Cal dir que aquest programador s’havia dissenyat 
i muntat amb anterioritat en el departament. 
 
5.5.3. Proves físiques 
Tot i que s’han realitzat proves de simulació, a continuació es fan una sèrie de proves a nivell 
físic amb únicament el dispositiu lògic programable. Es connecten Leds a diferents sorides 
d’adreces i s’observa que van canviant el seu estat segons la freqüència de dita sortida. 
Tot seguit, fem la prova en una placa protoboard amb el PLD, una memòria i un senyal de 
rellotge de 16 MHz que simula al mòdul oscil·lador que tindrà el muntatge final. Alimentem el 
sistema a 5 V. En la figura següent es mostra el muntatge per aquesta primera prova física: 
Figura 5-5.2: Programació del dispositiu amb ByteBlaster (MV) 






Es comprova en la sortida hi ha un senyal quadrat de seqüència no lògica. Es compara amb 
una entrada de rellotge de 128 KHz i s’observa que aquest flux de bits té una velocitat de 
128 Kbps que podria correspondre (si poguéssim escoltar-ho) a la informació de la memòria. 
Canviant les connexions corresponents es comprova que per el canal 2 es comporta de la 
mateixa forma. 
En les figures següents corresponen al primer muntatge físic del generador de senyals 
digitals MP3 i una mostra de la sortida del sistema: 
Figura 5-5.3: Muntatge general primera prova física. 







Figura 5-5.4: Primer muntatge del disseny en placa protoboard. 
Figura 5-5.5: Sortida flux de dades. 






Un cop fetes diverses proves del disseny en la protoboard, es procedeix al disseny de la 
placa en circuit imprès per tal de fer el muntatge final del prototip. 
6.1. Protel 
La figura següent correspon a l’esquema de la placa de circuit imprès del nostre generador 
simultani de senyals MP3. Utilitzem dos sòcols per a la memòria i un per a la CPLD. El mòdul 
oscil·lador el soldarem directament a la placa.  
 
 
Figura 6.1-1: Esquema Protel. 





7. Impacte medioambiental 
En la realització del projecte s’ha tingut present els aspectes medioambientals, per tal de no 
depreciar recursos, energia, etc.. Aquests aspectes s’agrupen en diversos grups: 
7.1. Disseny 
En el disseny del dispositiu programable s’han fet diverses simulacions per tal d’assegurar 
que el seu funcionament era correcta i així estalviar possibles processos de comprovació a 
nivell físic. 
D’altra banda, al treballar sobre la placa protoboard, en el disseny i comprovació de circuits 
per tal de no haver de fer plaques inútils, s’ha intentat gastar el mínim cable possible, i així 
intentar reciclar-lo, és a dir, una vegada desmuntat el disseny, no llençar el cable, sinó 
guardar-lo per posteriors proves o dissenys. 
Una vegada comprovat el funcionament del disseny i es passa el muntatge a circuit imprès, 
s’ha intentat gastar el mínim material possible, com procurar que el disseny consumi el 
mínim d’energia elèctrica. 
7.2. Construcció 
Un cop feta la placa de circuit imprès, per cada un dels xips s’ha utilitzat sòcols. D’aquesta 
manera, si en algun moment la placa deixés de funcionar, o no es volgués utilitzar més, els 
xips del disseny es podrien fer servir per altres dissenys o aplicacions. 
7.3. Utilització 
El prototip consumeix relativament poc, de l’ordre de mil·liampers. Per tant es considera que 
el consum d’energia del disseny és baix (de l’ordre de mig watt). 
7.4. Fi de vida del prototip 
Com s’ha comentat amb anterioritat, el fet de col·locar suports als xips utilitzats, permet que 
quan el projecte arribi al final de la seva vida, la majoria dels seus components puguin ser 
reciclats. 






Com s’havia comentat en un principi, es volia fer el disseny el més senzill possible amb la 
finalitat de facilitar la feina als projectistes de posteriors ampliacions del disseny, com és la 
reproducció d’aquests senyals. Arribats a aquest punt podem corroborar que aquest i tot els 
objectius marcats en l’inici del projecte s’han assolit. 
En primer lloc, cal dir que el disseny té un esquema senzill, ja que únicament utilitzem 2 
memòries FLASH, un dispositiu programable i un mòdul oscil·lador. Connectant aquest 
prototip únicament a la font d’alimentació, s’observa que en les seves dos sortides hi ha un 
flux de bits a una velocitat de 128 kbps. Tot i no poder reproduir aquest senyal digital que 
representa un arxiu àudio codificat en MP3, es donen com a vàlids els resultats. 
D’altra banda, dir que amb l’estudi del format àudio utilitzat es pot afirmar que el MP3 és una 
molt bona elecció pel seu ampli ventall de característiques. Aquest tipus de format, permet 
que el futur Sistema_B definit en la introducció, pugui començar a reproduir el senyal en el 
mateix instant en el que inicia la seva connexió amb el present disseny. 
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The lpm_counter megafunction is a binary counter that features an up, down, or up/down counter with optional synchronous or asynchronous 
Clear, set, and load ports.
Altera recommends using the lpm_counter function instead of any other type of binary counter, including old-style counter macrofunctions.
AHDL Function Prototype (port name and order also apply to Verilog HDL): 
FUNCTION lpm_counter (data[LPM_WIDTH-1..0], clock, clk_en, cnt_en, updown, cin, aclr, aset, aconst, aload, 
sclr, sset, sconst, sload)
   WITH (LPM_WIDTH, LPM_DIRECTION, LPM_MODULUS, LPM_AVALUE, LPM_SVALUE, CARRY_CNT_EN, LABWIDE_SCLR)
   RETURNS (q[LPM_WIDTH-1..0], cout, eq[15..0]);
The sconst and aconst ports are provided only for backward compatibility with MAX+PLUS II version 6.0 designs and LPM 2.0.1, but 
should be left unconnected in newer projects.
VHDL Component Declaration:
COMPONENT lpm_counter
   GENERIC (LPM_WIDTH: POSITIVE;
      LPM_MODULUS: NATURAL := '0';
      LPM_DIRECTION: STRING := "UNUSED";
      LPM_AVALUE: STRING := "UNUSED";
      LPM_SVALUE: STRING := "UNUSED";
      LPM_PVALUE: STRING := "UNUSED";
      LPM_TYPE: STRING := "LPM_COUNTER";
      LPM_HINT: STRING := "UNUSED");
   PORT (data: IN STD_LOGIC_VECTOR(LPM_WIDTH-1 DOWNTO 0) := (OTHERS => '0');
      clock: IN STD_LOGIC;
      cin: IN STD_LOGIC := '0';
      clk_en: IN STD_LOGIC := '1';
      cnt_en: IN STD_LOGIC := '1';
      updown: IN STD_LOGIC := '1';
      sload: IN STD_LOGIC := '0';
      sset: IN STD_LOGIC := '0';
      sclr: IN STD_LOGIC := '0';
      aload: IN STD_LOGIC := '0';
      aset: IN STD_LOGIC := '0';
      aclr: IN STD_LOGIC := '0';
      cout: OUT STD_LOGIC := '0';




Port Name Required Description Comments
data[] No Parallel data input to the counter. Input port LPM_WIDTH wide. Uses aload 
or sload.
clock Yes Positive-edge-triggered Clock.
clk_en No Clock Enable input. Enables all synchronous 
activities.
Default = 1 (enabled). 
cnt_en No Count Enable input. Disables the count when 
low (0) without affecting sload, sset, or sclr
.
Default = 1 (enabled). 
updown No Controls the direction of the count. High (1) = 
count up. Low (0) = count down.
Default = up (1). If the LPM_DIRECTION 
parameter is used, the updown port 
cannot be connected. If LPM_DIRECTION 
is not used, the updown port is optional.
cin No Carry-in to the low-order bit. If omitted, the default is 0.
aclr No Asynchronous Clear input. Default = 0 (disabled). If both aset and 
aclr are used and asserted, aclr 
overrides aset. 
aset No Asynchronous set input. Default = 0 (disabled). Sets q[] outputs to 
all 1's, or to the value specified by 
LPM_AVALUE. If both aset and aclr are 
used and asserted, aclr overrides aset. 
aload No Asynchronous load input. Asynchronously 
loads the counter with the value on the data 
input.
Default = 0 (disabled). If aload is used, 
data[] must be connected. 
sclr No Synchronous Clear input. Clears the counter 
on the next active Clock edge.
Default = 0 (disabled). If both sset and 
sclr are used and asserted, sclr 
overrides sset. 
sset No Synchronous set input. Sets the counter on the 
next active Clock edge.
Default = 0 (disabled). Sets q outputs to all 
1's, or to the LPM_SVALUE value . If both 
sset and sclr are used and asserted, 
sclr overrides sset. 
sload No Synchronous load input. Loads the counter 
with data[] on the next active Clock edge.
Default = 0 (disabled). If sload is used, 
data[] must be connected.
OUTPUTS
Port Name Required Description Comments
q[] No Data output from the counter. Output port LPM_WIDTH wide. Either q[] 
or at least one of the eq[15..0] ports 
must be connected. 
eq[15..0] No Counter decode output Active high when the 
counter reaches the specified count value.
(AHDL only) Either the q[] port or eq[] 
port must be connected. Up to c eq ports 
can be used (0 <= c <= 15). Only the 16 
lowest count values are decoded. When 
the count value is c, the, the eqc output is 
set high (1). For example, when the count 
is 0, eq0 = 1, when the count is 1, eq1 = 
1. Decoded output for count values of 16 
or greater require external decoding. The 
eq[15..0] outputs are asynchronous to 
the q[] output.
cout No Carry-out (borrow-in) of the MSB.  
Parameters:
Parameter Type Required Description
LPM_WIDTH Integer Yes The number of bits in the count, or the width of the q[] and data[] ports, if 
they are used. 
LPM_DIRECTION String No Values are "UP", "DOWN", and "UNUSED". If the LPM_DIRECTION parameter 
is used, the updown port cannot be connected. When the updown port is not 
connected, the default for the LPM_DIRECTION parameter is "UP".
LPM_MODULUS Integer No The maximum count, plus one. Number of unique states in the counter's cycle. 
If the load value is larger than the LPM_MODULUS parameter, the behavior of 
the counter is not specified.
LPM_AVALUE Integer/ 
String
No Constant value that is loaded when aset is high. If the value specified is larger 
than <modulus>, the behavior of the counter is an undefined (X) logic level, 
where <modulus> is LPM_MODULUS, if present, or 2 ^ LPM_WIDTH. The 
LPM_AVALUE parameter is limited to a maximum of 32 bits. Altera recommends 
that you specify this value as a decimal number for AHDL designs.
LPM_SVALUE Integer/ 
String
No Constant value that is loaded on the rising edge of clock when either sset or 
sconst is high. Must be used if sconst is used.  Altera recommends that you 
specify this value as a decimal number for AHDL designs.
LPM_HINT String No Allows you to specify Altera-specific parameters in VHDL Design Files. The 
default is "UNUSED".
LPM_TYPE String No Identifies the LPM entity name in VHDL Design Files. 
CARRY_CNT_EN String No Altera-specific parameter. Values are "SMART", "ON", "OFF", or "UNUSED". 
Enables the lpm_counter function to propagate the cnt_en signal through 
the carry chain. In some cases, the CARRY_CNT_EN parameter setting may 
have a slight impact on the speed, so you may wish to turn it off. The default 
value is "SMART", which provides the best trade-off between size and speed.
LABWIDE_SCLR String No Altera-specific parameter. Values are "ON", "OFF", or "UNUSED". Default 
value is "ON". Allows you to disable the use of the LAB-wide sclr feature 
found in FLEX 6000 devices. Turning this option off increases the chances of 
fully using the partially filled LABs, and thus may allow higher logic density 
when SCLR does not apply to a complete LAB.
lpm_shiftreg (Universal Shift Register)
Parameterized Shift Register Megafunction
Altera recommends that you use the lpm_shiftreg function to replace all other types of shift register functions, including old-style shift register 
macrofunctions.
Altera also recommends instantiating this function as described in Creating a Custom Megafunction Variation with the MegaWizard Plug-In 
Manager.
AHDL Function Prototype (port name and order also apply to Verilog HDL): 
FUNCTION lpm_shiftreg (data[LPM_WIDTH-1..0], clock, enable, shiftin, load, sclr, sset, aclr, aset)
   WITH (LPM_WIDTH, LPM_DIRECTION, LPM_AVALUE, LPM_SVALUE)
   RETURNS (q[LPM_WIDTH-1..0], shiftout);
VHDL Component Declaration:
COMPONENT lpm_shiftreg
   GENERIC (LPM_WIDTH: POSITIVE;
      LPM_AVALUE: STRING := "UNUSED";
      LPM_SVALUE: STRING := "UNUSED");
      LPM_DIRECTION: STRING := "UNUSED";
      LPM_TYPE: STRING := "LPM_SHIFTREG";
      LPM_HINT: STRING := "UNUSED");
   PORT (data: IN STD_LOGIC_VECTOR(LPM_WIDTH-1 DOWNTO 0);
      clock: IN STD_LOGIC;
      enable: IN STD_LOGIC := '1';
      shiftin: IN STD_LOGIC := '1';
      load: IN STD_LOGIC := '0';
      sclr: IN STD_LOGIC := '0';
      sset: IN STD_LOGIC := '0';
      aclr: IN STD_LOGIC := '0';
      aset: IN STD_LOGIC := '0';
      q: OUT STD_LOGIC_VECTOR(LPM_WIDTH-1 DOWNTO 0);




Port Name Required Description Comments
data[] No Data input to the shift register. Input port LPM_WIDTH wide. At least one 
of the data, aset, aclr, sset, sclr 
and/or shiftin ports must be used.
clock Yes Positive-edge-triggered Clock.
enable No Clock Enable input. The shift options also use the enable 
input for the Clock Enable. For serial 
operation, enable must be high (1). For 
parallel load operation, load must be high 
(1) and enable must be high or 
unconnected.
shiftin No Serial shift data input. At least one of the data, aset, aclr, 
sset, sclr and/or shiftin ports must 
be used. The default value is VCC.
load No Synchronous Parallel Load. High (1): load 
operation; low (0): shift operation.
Default is low (0) shift operation. For 
parallel load operation, load must be high 
(1) and enable must be high or 
unconnected.
sclr No Synchronous Clear input. If both sset and sclr are used and both 
are asserted, sclr is dominant. 
sset No Synchronous set input. Sets q outputs to the value specified by 
LPM_SVALUE, if that value is present, or 
sets the q outputs to all 1's. If both sset 
and sclr are used and both are asserted, 
sclr is dominant. 
aclr No Asynchronous Clear input. If both aset and aclr are used and both 
are asserted, aclr is dominant. 
aset No Asynchronous set input. Sets q[] outputs to the value specified by 
LPM_AVALUE, if that value is present, or 
sets the q[] outputs to all 1's. If both aset
 and aclr are used and both are 
asserted, aclr is dominant. 
OUTPUTS
Port Name Required Description Comments
q[] No Data output from the shift register. Output port LPM_WIDTH wide. Either q[] 
or shiftout or both must be used.
shiftout No Serial shift data output. Either q[] or shiftout or both must be 






Parameter Type Required Description
LPM_WIDTH Integer Yes Width of the data[] and q ports. 
LPM_DIRECTION String No Values are "LEFT", "RIGHT", and "UNUSED". If omitted, the default is 
"LEFT". The MSB is the leftmost bit and the LSB is the rightmost bit. The MSB 
is q[LPM_WIDTH-1].
LPM_AVALUE Integer / 
String
No Constant value that is loaded when aset is high. If omitted, defaults to all 1's. 
The LPM_AVALUE parameter is limited to a maximum of 32 bits. Altera 
recommends that you specify this value as a decimal number for AHDL 
designs.
LPM_SVALUE Integer / 
String
No Constant value that is loaded on the rising edge of clock when sset is high. If 
omitted, defaults to all 1's. Altera recommends that you specify this value as a 
decimal number for AHDL designs.
LPM_TYPE String No Identifies the LPM entity name in VHDL Design Files. 




aclr enable sclr load |
aset clock sset | q[LPM_WIDTH-1..0]
1 X X X X X X | 000...
0 1 X X X X X | 111... or LPM_AVALUE
0 0 0 X X X X | q[LPM_WIDTH-1..0]
0 0 1 1 X X | 000...
0 0 1 0 1 X | 111... or LPM_SVALUE
0 0 1 0 0 1 | data[LPM_WIDTH-1..0]
0 0 1 0 0 0 | q[LPM_WIDTH-2..0], shiftin (assuming LPM_DIRECTION = "LEFT")
Resource Usage:




Altera's implementation of the lpm_counter function does not include the LPM_PVALUE parameter.
Function:
Inputs | Outputs | Function
aclr aload clock sset cnt_en | |
aset clk_en sclr sload updown | q[LPM_WIDTH-1..0] |
1 X X X X X X X X X | 000... |
0 1 X X X X X X X X | 111... |
0 1 X X X X X X X X | LPM_AVALUE | Asynchronous set to value
| | specified for LPM_AVALUE
0 0 1 X X X X X X X | data[] | Asynchronous load from 
| | data[] input
0 0 0 0 X X X X X X | q[] | Hold current count value
0 0 0 1 1 X X X X | 000... | Synchronous Clear
0 0 0 1 0 1 X X X | 111... | Synchronous set
0 0 0 1 0 1 X X X | LPM_SVALUE | Synchronous set to value
| | specified for LPM_SVALUE
0 0 0 1 0 0 0 0 0 | q[] | Hold current count value
0 0 0 1 0 0 1 X X | data[] | Synchronous load from 
| | data[] input
0 0 0 1 0 0 0 1 1 | q[]+1 | Count up
0 0 0 1 0 0 0 1 0 | q[]-1 | Count down
Typical Implementation:
The lpm_counter function offers four different modes that allow you to force the count value to a specific number. You can use each of the 
modes either synchronously (port names starting with an "s") or asynchronously (port names starting with an "a"). You can also combine the 
modes.
Mode: Description:
Setting (forcing to all 1's) Asserting the sset or aset signal forces the count value to all 1's. 
Clearing (setting to all 0's) Asserting the sclr or aclr pin forces the count value to all 0's.
Loading (from data bus) Asserting the aload or sload signal loads the count value from the data input.
Loading (to a predetermined value) Asserting the sset or aset signal loads the count value to the number specified 
by the LPM_SVALUE or LPM_AVALUE parameter, respectively.
Resource Usage:
The following table summarizes the resource usage for an lpm_counter function used to implement a 16-bit counter with an up/down control, a 
count enable input, a synchronous load input, and an asynchronous Clear input. Logic cell usage scales linearly in proportion to counter width.
Design Goals | Design Results
Device Family Optimization | Width Logic Cells Speed (ns) Notes
ACEX 1K, FLEX 6000, FLEX 8000, and FLEX 10K Routability | 16 46 33 MHz Note (1)
Speed | 16 17 125 MHz Note (1)
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Esquema placa de circuit imprès 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

