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Abstract. This chapter addresses the challenge of building or authoring an Intelli-
gent Tutoring System (ITS), along with the problems that have arisen and been 
dealt with, and the solutions that have been tested. We begin by clarifying what 
building an ITS entails, and then position today's systems in the overall historical 
context of ITS research. The chapter concludes with a series of open questions and 
an introduction to the other chapters in this part of the book. 
18.1 Introduction 
Intelligent Tutoring Systems (ITSs) are complex computer programs that manage 
various heterogeneous types of knowledge, ranging from domain to pedagogical 
knowledge. Building such a system is thus not an easy task. ITS authors need to 
be well equipped to face multiple issues related to their building process. In fact, 
the resources needed to build an ITS come from multiple research fields, including 
artificial intelligence, the cognitive sciences, education, human-computer interac-
tion and software engineering. This multidisciplinary foundation makes the 
process of building an ITS a thoroughly challenging task, given that authors may 
have very different views of the targeted system. Some promote pedagogical accu-
racy (ensuring that tutoring decision making is based on sound pedagogical prin-
ciples), while others focus on effective diagnosis of learners’ errors (using appro-
priate knowledge structure and algorithms to interpret learners’ decisions 
correctly). Murray (1999) identified seven different classes of tutoring system, 
each corresponding to a different author view, conditioned by the author's needs. 
Murray’s study clearly shown that most of the existing authoring systems were de-
signed for building part or all of a specific class of ITSs.  Furthermore, there is a 
lack of methods and standard tools which could ease the authoring process. 
Users interested in building ITSs fall into two groups: those with programming 
skills and those without. While the former can use snippets of code and class libra-
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ries (API) without requiring an intuitive user interface, the latter have a need for 
tools that are easy to use, and which reflect their mental model of the artifact they 
are building. For example, a non-programmer should be able to integrate a con-
tent-planning module without having to program it, or add domain knowledge 
without having to understand either the knowledge model, the language used for 
coding this model, or the underlying logic. Two types of systems to help build 
ITSs were therefore identified (Murray 1999, 2003): shells for programmers and 
authoring tools for non-programmers. Both provide suitable resources to facilitate 
the building of ITSs. 
In this chapter, the challenge of building or authoring an ITS is addressed, 
along with the problems that have arisen and been dealt with, and the solutions 
that have been tested. The chapter begins with a presentation of historical and cur-
rent work on building ITS shells. Then, an update of Murray’s review of authoring 
systems is given, with an emphasis on other important factors that should be con-
sidered in the classification of authoring tools. The chapter ends with a series of 
open questions and an introduction to the other chapters in this part of the book. 
18.2 The Shell-Based Approach 
The shell-based approach is well known in artificial intelligence. Since the begin-
ning of expert systems research, there have been many proposals for shells to faci-
litate their building. A shell is a software development environment containing the 
basic components for building expert systems. The first experiment on such an 
approach was done with E-Mycin (Crawford 1987), a general purpose Expert Sys-
tem shell derived from Mycin. E-Mycin was built by removing all domain-
dependent knowledge from Mycin, leaving only the inference mechanisms in the 
system. This allowed the use of these mechanisms with other domain knowledge. 
Thus, the shell-based approaches focus mainly on the system components but little 
on the user interface, making shell-based systems very suitable for users with pro-
gramming skills.  
Viewed as a knowledge-base system, an ITS contains general knowledge that 
governs decision-making in the expert, tutor and student modules. An interesting 
parallel can thus be drawn with the approach of classical expert systems. This is 
the analogy underlying a number of shells proposed to facilitate the construction 
of ITSs. While some of them include a very limited user interface, they are built to 
be used by ITS developers with some programming skills. They provide code li-
braries or conceptual frameworks for building parts of an ITS. Some of them focus 
on user modeling, while others place the emphasis on curriculum planning or con-
tent acquisition. As examples, Kobsa & Pohl (1995) developed a user modeling 
shell named BGP-MS that offers host applications methods for communicating 
observations regarding the user, and for obtaining information such as the user’s 
presumed knowledge, beliefs and goals.  Along these lines, Kay (1995) developed 
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the UM toolkit, a shell for building student models which enable reflection.  The 
student can access his model built with this tool and find answers to questions 
such as: What does the system know about me? How did it reach these conclu-
sions about me? Paiva and Self (1995) developed TAGUS, a shell for student 
modeling. TAGUS uses logic to represent the knowledge, reasoning and cognitive 
strategies of the learner. It provides an interface with services for accessing and 
updating information about the learner's knowledge state. More recently, Zapata-
Rivera and Greer (2004) proposed SModel, a Bayesian student modeling server 
which provides several services to a group of agents in a CORBA platform.  
Multiple other shell projects have been developed, focusing on particular ITS 
components. For instance, KEPLER (Vivet 1988), an expert system shell for 
building the domain and tutor modules of an intelligent tutoring system, was used 
to develop AMALIA, a tutoring system for teaching algebraic manipulations. The 
PIXIE shell (Sleeman 1987) was proposed to develop the diagnosis and remedia-
tion processes within an ITS. SCENT-3 (McCalla and Greer 1988) helped for 
fine-grain task sequencing. PEPE, a competence-based computational framework, 
was used for content planning (Wasson 1992). 
ITS shells sometimes target the whole system (all components included). FITS 
(Ikeda and Mizoguchi 1994) is a good example of such a shell. FITS is a domain-
independent framework that provides building blocks for student, tutor and do-
main modeling.  
Recently, Stankov et al. (2008) developed a system called the Tutor–Expert 
System (Tex-Sys). Tex-Sys is an ITS shell that provides a generic module, imple-
menting ITS components that can be used for the deployment of any given con-
tent. The content is specified in terms of user and domain knowledge databases. 
Two versions of Tex-Sys are provided, each dealing with an implementation ap-
proach taken by the ITS. DTex-Sys provides the client-server implementation, 
where the generic components (pedagogical controls) are implemented in a web 
server. The problem with this shell is that generic components deal only with pe-
dagogical control of the ITS, not learner or domain control. The other version, 
xTex-Sys, provides another implementation based on a service-oriented architec-
ture, where generic components (including learner and expert modules) are im-
plemented as web services. The main drawback with the Tex-Sys approaches is 
that there is very little information about the shell's content. What knowledge is 
stored in it? How is it used? There is no answer to these questions. 
A similar approach that targets all ITS components is the shell developed by 
Goodkovsky (1997). It provides simple component implementation (domain mod-
el, expert model, student model) as well as procedural models of the tutor's activi-
ty and the tutoring criteria and constraints. The usefulness of this shell can be 
questioned, however. For example, the domain model it provides is as simple as a 
set of domain concepts, which is a very limiting knowledge structure for a good 
tutoring system (see the chapter on domain modeling). 
In summary, while the idea of providing ITS developers with a shell that tar-
gets the whole system is a very nice one, existing shells tend to focus on the big 
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picture, neglecting the detailed rationale for each component of the system.  We 
believe that approaches that target particular ITS components are more profound. 
We also feel, given the complexity of the functions of an ITS, that further refine-
ments must be made by considering the development of very specific shells that 
meet the special needs associated with certain complex and essential ITS func-
tions, as has been done with PIXIE (Sleeman 1987). Thus, complex mechanisms 
such as cognitive diagnosis (Pelleu et al.  2007) may benefit from special attention 
that may result in generic implementations to be adapted in different problem-
solving contexts. Such a shell would certainly be a welcome addition to the ITS- 
building toolbox, and would encourage the reuse of predefined small building 
blocks when developing new ITSs. 
18.3 The Authoring Tools Approach: An Update on Murray’s 
Review of ITS Authoring Tools 
Authoring tools go beyond the simple shell by providing an additional user inter-
face that allows non-programmers to formalize and visualize their knowledge. The 
goal is to increase both the accessibility and the affordability of authoring ITSs 
(Heffernan et al. 2006). After developing and demonstrating powerful systems, 
ITS research teams are prepared to simplify the ITS building process by develop-
ing higher-level tools which do not require programming skills and are therefore 
accessible to instructional designers and teachers. Decreasing the implementation 
costs by reducing the time/product ratio is another important target of authoring 
tools. 
Murray, Blessing and Ainsworth (2003) edited a landmark book on the topic of 
ITS authoring tools. Murray (1999, 2003) has classified existing authoring tools 
under two categories: pedagogy-oriented and performance-oriented. 
18.3.1 Pedagogy-oriented authoring tools 
Pedagogy-oriented tools are those that focus on how to sequence and teach rela-
tively canned content. REDEEM (Ainsworth et al., 2003) is an example of the 
tools in this category. It does not explicitly generate an instructional plan, but al-
lows the production of a representation of instructional expertise, enabling the au-
thor to categorize the didactic material, or tutorial page, according to its level of 
difficulty, its generality and the prerequisites that connect it to other materials. 
This represents an implicit sequencing of content and learning activities, based on 
underlying tutoring strategies. 
CREAM-Tools (Nkambou et al. 2003) is another example in this category. It 
provides operations for organizing content in terms of interconnected structures, 
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giving it the characteristics of a pedagogy-oriented authoring tool. Moreover, its 
organizing capabilities go beyond didactic material (which is what REDEEM is 
equipped to handle) allowing it to deal with both cognitive (organization of do-
main knowledge) and pedagogical aspects (organization of learning objectives).  
Hypermedia tools such as Interbook (Brusilovsky et al. 1998) and MetaLinks 
(Murray 2003) also fall into this category. These systems manage the hyperlinks 
between units of content (both the form and the sequencing of the content). Hyper-
links provided to the learner can be intelligently filtered, sorted and annotated with 
respect to a model or a learner profile, sometimes based on an ad hoc ontology. 
The filtering of links can be based on prerequisites, cognitive load, appropriate-
ness of the topic, difficulty, etc. 
Other authoring tools which use pedagogy-oriented domain modeling are Eon 
(Murray 1998), IDE (Russell et al. 1988) and GTE (Van Marcke 1992). Specifi-
cally, GTE is a rule-based tool that performs actions according to a given peda-
gogical goal. Eon, a “one-size-fits-all” authoring tool which provides a full-
fledged set of ITS tools, was initially implemented to perform activity streams 
based on a given instructional goal, in order to provide the author with multiple tu-
toring strategies. Finally, Eon uses an approach similar to REDEEM’s paramete-
rized one that allows the author to generate tutoring strategies from scratch. Sev-
eral tutors have been implemented using Eon. 
It should be noted that these tools are often based on a behavioristic-empiricist 
approach and tend to produce ‘instructivist’ tutors (Jonassen and Reeves 1996) 
with the possible exception of Eon (which is theory-independent). Also, their in-
structional strategies are fixed (predefined) and they usually do not have ontology-
oriented representations. 
18.3.2 Performance-oriented authoring tools 
Performance-oriented tools are those that focus on providing a rich learning envi-
ronment in which students can learn skills by practicing them and receiving feed-
back. RIDES (Munro et al. 1997) is an example of the authoring tools in this cate-
gory. It is used for the construction of tutors that teach students how to operate 
devices through simulations.  RIDES (for Rapid ITS Development Environment) 
generates instruction by providing tools for building graphical representations of a 
device and defining the device's behavior. In the past years, many RIDES tutors 
have been implemented. A system that adds capabilities to those of RIDES is 
DIAG (Towne 1997), a tool that simulates equipment faults and guides students 
through the process of diagnosing and repairing them. DIAG is concerned with the 
creation of domain knowledge and performs student error diagnosis by providing 
a mechanism that is applicable to many domains related to diagnosing equipment 
failure. 
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CREAM-Tools also belongs to this category, since it allows a connection be-
tween skills and the way they are acquired. For example, specific learning mate-
rials are linked to specific skills to support their learning. In this way, CREAM-
Tools allows automatic generation of instruction and especially of complex learn-
ing materials that provide the student with a rich learning environment. When 
problems or exercises are created using CREAM-Tools, a knowledge structure for 
student tracking and error diagnosis during the problem-solving phase is also gen-
erated.  
Other well-known systems in this category include SIMQUEST (Van Joolingen 
et al. 1997), Demonstr8 (Blessing 1997) and XAIDA (Hsieh et al. 1999). 
SIMQUEST provides tools for designing and creating dynamic and interactive si-
mulation-based learning environments. Demonstr8 supports the development of 
model-tracing tutors by inducing production rules from examples. It addresses the 
ability of non-cognitive scientists to program a model-tracing tutor with limited 
training. With Demonstr8, an author has available three tools: a palette to create 
the student interface, a method for creating higher-order declarative representa-
tions of these student interface elements; a programming by demonstration method 
for creation of productions.  
XAIDA (for Experimental Advanced Instructional Design Advisor) was origi-
nally designed to allow expert maintenance technicians to develop ITSs for main-
tenance topics. XAIDA relies on an instructional device known as a transaction 
shell, an instructional procedure applicable to particular instructional objectives of 
a specific type. XAIDA consists of four sub-tools (transaction shells), each of 
which uses a different scheme for representing and teaching a specific aspect of 
maintenance knowledge. 
Another interesting system that may also be classified here is the Knowledge 
Construction Dialog (KCD) tool suite (Jordan et al. 2001), a set of tools that ease 
the implementation of natural language dialog capabilities within an ITS. The 
KCD suite was used in building important inputs for ATLAS's components: a plan 
operator library that is used by ATLAS's dialog manager and planner component 
(APE) and a semantic grammar for ATLAS's natural language understanding 
component (CARMEL). ATLAS is the natural language processing component 
that was used in several intelligent tutoring systems such as ATLAS-Why2 (Van-
Lehn et al. 2002). 
18.3.3 Instructional-Design-Oriented Authoring Tools 
Some authoring tools have a specific focus on the instructional design (ID) and 
provide authors with relevant assistance in that process. Even though some of 
these were included in Murray’s classification, we believe they can be considered 
separately as ID-oriented systems. 
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Authoring systems in this category include Merrill’s ISD-Expert (Merrill 
1993), a system that provide rules to guide the ID process. The system suggests 
the best content structure (an organization of subject matter content) that is consis-
tent with the instructional goals, subject matter knowledge and student profile.  
Expert CML (Jones and Wipond 1991) and IDE (Russell et al. 1988) are other ID-
oriented systems. Using IDE, instructional designers can enter, edit and manipu-
late their instructional analyses and specifications in the form of complex net-
works of interrelated notecards (Pirolli and Russell 1991). Smarties (Hayashi et al. 
2009) is one of the recent authoring systems within this category. It provides the 
user with a tool for building learning scenarios by utilizing explicit knowledge re-
lated to instructional design theories, which serves as the rational basis for deci-
sion making in this context. In the same family, a lighter tool is CIAO, a hyper-
media ontology-based authoring assistant that was developed to assist authors of 
IMS-LD scenarios by providing them with theory-aware services (Bourdeau et al. 
2007; Psyché et al. 2005). Another tool in this category is aLFanet (Santos et al. 
2003) an authoring system which interprets an IMS-LD schema to develop a pe-
dagogical scenario. It provides scenarios tailored to the particular interests, level 
of knowledge and experience of the learners. 
In fact, an interesting particularity of these recent ID-oriented systems is that 
they tend more and more to incorporate emerging ID and eLearning standards 
such as IEEE-LOM (Learning Objects Metadata), SCORM (Sharable Content Ob-
ject Reference Model), EML (Educational Modelling Language) and IMS-LD 
(IMS-Learning Design).  
ID-oriented systems have a special focus on educational principles, giving first 
priority to instructional design in the ITS design project. In this perspective, ITSs 
are perceived as artifacts for the purpose of instruction (Pirolli and Russell, 1991). 
Thus, their pedagogical value, meaning how well they teach, is very important. In-
structional design is a process that can guarantee this pedagogical value. The main 
question here is how this process can be supported in an ITS development project. 
We believe that an explicit, formal specification of a shared conceptualization of 
ID expertise and related theories could be a solution to that issue. Hence, ontology 
engineering can play a role in this context.  
What would be efficient directions to take for the future in the ITS authoring 
process? It is worth repeating that ITS tutors are usually complex systems involv-
ing different dimensions. As in the shell-based approach, some ITS authoring 
tools focus on only a part of the system, while others consider all components of 
the system.  Also, some are dedicated for tutors in specific learning domains, 
while others can be used for any domain. To produce generic (covering several 
areas) or complete tutors (implementing all ITS components) is a challenge. 
Therefore, when building an ITS, the following principles apply: 
• First, approaches involving small building blocks should be preferred in order 
to reduce the time/product ratio; 
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• Secondly, increased assistance to authors should be a requirement, because the 
tools are still complex, although they are becoming more accessible as the 
teams develop higher-level tools; 
• Finally, ontologies should play a role in formalizing the different types of ex-
pertise involved in ITS building. 
In the ITS community, the trend currently observed is a segmentation: there are 
more and more specific foci of research on particular aspects of an ITS, such as 
open learner modeling or educational data mining. This trend increases the chance 
of seeing local standards emerging. However, this may not occur if knowledge and 
results are not shared across teams. In other words, those who share the same vi-
sion should be given opportunities for dialogue. Again, ontology engineering 
should help here by providing a framework for engineering ITSs, to facilitate inte-
roperability and shareability between components.  
18.4 Recent Approaches in Research and Development 
This section highlights and discusses recent approaches in the building of ITSs. 
First, recent authoring tools are characterized; then, other types of software tools; 
finally, we discuss Woolf’s framework for positioning building tools as they cor-
respond to components and functions of an ITS. 
18.4.1 Authoring Tools 
Several ITS teams have been attempting to build authoring tools that would allow 
for sharing of components across ITSs and reduce development costs (Heffernan 
et al.  2006). The current R-D practice is to develop building tools that are para-
digm-specific (Kodaganallur et al. 2005), such as CTAT for model-tracing sys-
tems (Aleven et al. 2006) and example-based systems (Aleven et al. 2009); 
ASPIRE for constraint-based systems (Mitrovic et al. 2009); TuTalk Tool Suite 
(Jordan et al.  2007) for dialogue-based learning agents; and authoring tools for 
inquiry-based systems (Murray et al.  2004; Gijlers et al. 2009) and for virtual re-
ality and game-based ITS (Johnson and Valente  2008). Using a “backbone”, 
teams built tools such as the Cognitive Model SDK (Blessing and Gilbert, 2008; 
Blessing et al. 2009), or developed tools that allow for derivation and variabiliza-
tion, such as the ASSISTment Builder (Turner et al. 2005; Razzaq et al. 2009; – 
also see Chapter 18).  In other words, recent developments in ITS show a “specia-
lization” by paradigm, discipline of reference and privileged application domains, 
resulting in a similar specialization in the authoring tools that are derived from 
them.  The paradigm for the CTAT tools and ASSISTment Builder is the ACT* 
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cognitive architecture; their domain of reference is cognitive psychology; the pri-
vileged component is the student model; and most of their applications are in math 
and science. ASPIRE authoring tool has constraint-based modeling as a paradigm, 
and computer science as a domain of reference. Discovery Learning Environ-
ments’ paradigm is Discovery Learning; the domain of reference is the sciences, 
and the applications are mainly in science learning, etc.  
Some new web paradigms are becoming good metaphors for collaborative au-
thoring.  For example, the open authoring model inspired by Wikipedia seems to 
be quite appropriate in the ITS context (Aleahmad et al. 2008).   
18.4.2 General Software Engineering Tools  
Besides the development of authoring tools, another way to facilitate the ITS 
building process is to view ITSs as software. As such, software engineering (SE) 
methods and tools can help. Tools provided in this context will be said to be SE-
oriented. Various research proposals have been put forward with the aim of inte-
grating different software engineering approaches.  One group, the pattern-based 
approaches, are aimed at providing ITS developers with interesting patterns they 
can use to build the ITS. A pattern is a generalized solution of a typical problem 
within a typical context. A thorough analysis of existing ITS development solu-
tions is an important stage in determining such patterns.  Devedzic and Harrer 
(2005) discussed possible architectural patterns that can be found in existing ITSs. 
Harrer and Martens (2006) described the basis for a pattern language and cata-
logue for building ITS.  Along the same lines, Salah and Zeid (2009) developed 
PLITS, a pattern language for ITS. PLITS was built from pattern mining by re-
verse-engineering many existing ITSs. As a proof of the concept, the authors used 
PLITS to build the Arabic Tutor, a web-based Intelligent Language Tutoring Sys-
tem for teaching a subset of the Arabic language.   
Another alternative for building ITSs is to use a multiagent systems (MAS) ap-
proach for the basic building infrastructures. In fact, ITSs fulfill all of the condi-
tions to be viewed as multiagent systems: 1) they are made of different intercon-
nected, complex components; 2) they provide multiple, different and 
complementary services; 3) each of their components is functionally autonomous 
and equipped with specific knowledge structure and reasoning mechanisms. In 
this light, many ITSs have been built using agent and multiagent technologies. In 
particular, Vicari and Gluz (2007) have developed several ITSs to exemplify a set 
of Agent-Oriented Software Engineering (AOSE) methods derived from ITS re-
search, which defines applicability criteria, design principles and implementation 
guidelines to be applied in the software analysis, design and development process . 
The agentification sometimes targets a specific ITS component: the tutor (Men-
gelle et al. 1998) or the learner (Vassileva et al. 2003). It can also target a specific 
ITS service (e.g., planning, dialogue management, collaboration) or the whole sys-
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tem (Capuano et al. 2000; Hospers et al.  2003; Nkambou and Kabanza 2001). 
Even though there are many ITSs that were built using the agent and MAS ap-
proach, there is no agent-based framework specially dedicated to facilitating the 
ITS building process; rather, classic models and tools developed in the MAS 
community are used. FIPA specifications are well-known basic packages that can 
be used to support the building of agent-based ITSs. However, programming skills 
are required in order to use this building approach. Many agent- and MAS-
oriented platforms (agent builders) such as JADE (Bellifemine et al. 2008) can be 
used to ease the development process. 
18.4.3 A Framework for ITS Building Tools 
Recently, a framework for organizing the necessary building blocks found in au-
thoring systems for building ITS was proposed (Woolf 2008). Four layers were 
identified, each including specific classes of building blocks (Figure 18.1). The 
knowledge representation level includes tools for easily representing knowledge. 
At this level, the user should adopt the right formalism and select the right lan-
guage or tool to ease the representation process. Level 2 is about the type of do-
main and student models, level 3 contains tools for implementing teaching know-
ledge while level 4 comprises those for communication knowledge.  
 
Figure 18.1 A framework of intelligent tutor building blocks (adapted from Woolf (2008)) 
Providing such a framework can be seen as a starting point for developing a 
real methodology for ITS engineering, where each step may provide guidelines 
that help the author make the best decision and select the relevant tools to produce 
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the output artifacts of that step. For instance, at level 1, based on some evaluation 
criteria, such as those proposed in Chapter 1 of this book for the evaluation of 
knowledge representation languages (expressiveness, inference power, etc), such 
guidelines may help the user select the right knowledge representation formalism 
in a given context.  
The proposed framework sounds conceptually simple but may be very difficult 
to implement, due to the heterogeneous nature of the methods and tools that may 
be found at each level as well as the issue of tool integration at the same level or 
across levels. For example, how can a tool used for curriculum planning (at level 
3) be plugged into a domain model built using CBM (at level 2)? So, even if a de-
cision at the lower level becomes constraints for the upper level, a decision at the 
latter may still be incompatible with the one at the former. In short, such a frame-
work cannot work without standards established in the community, and we are 
very far from that in the AIED community. 
A simpler approach that should be investigated in the future is to ease the pos-
sibility of providing shareable, albeit non-standard, conceptualizations of ITS ra-
tionales. In other words, there should be a way for researchers who have the same 
conceptualization of some fundamental ITS concepts to share it. Fortunately, on-
tology provides a solution for this. It may allow small teams to clearly and formal-
ly define ITS artifacts as they conceive them, and then build their system on that 
formal conceptualization. As an example, a formal representation of an explicit 
conceptualization of instructional design and learning theories called OMNIBUS 
was developed by Bourdeau et al. (2007). OMNIBUS can be used by any ITS de-
veloper who shares that conceptualization to build his or her own system. The 
benefit of initiatives such as OMNIBUS is that they prepare a solid semantic 
ground on which different tools for building ITSs can be implemented. This 
shared semantic ground is a guarantee that can ease communication between the 
different tools. This approach will make it easier to move from the current proprie-
tary, non-shareable solutions for building ITSs to others that are interoperable, 
reusable and easy to integrate. 
18.5 Conclusion: Biodiversity or Tower of Babel? Future or 
Pipedream?  
Multiple solutions have been provided for building ITSs, ranging from program-
mer-oriented tools to software for non-programmers. However, it is worth noting 
that there is no standard in the AIED research community to guide this process. In 
other words, ITS building cannot yet be considered an engineering process, as 
there are no methods and standard tools available to support it. As a result, after 
thirty years, existing solutions are still not widely shared in the field, making it 
difficult to find adequate building blocks and guidance to build an ITS.  By com-
parison, the more recent research field of multi-agent systems is developing in a 
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community where many standard development principles, methods and tools for 
building MASs emerge. The lack of standards in the ITS community is probably 
due to the multidisciplinary nature of the field. There are multiple views of the 
target artifacts and services that an ITS should provide.  In this light, an overall 
reflection on the problem of building ITSs leads us to raise the following ques-
tions:  
1. Is the authoring bottleneck a ‘natural’ border to preserve the biodiversity of ITS 
species? Or is the adoption of standards a necessity for the survival of the spe-
cies? 
2. Is the idea of one-size-fits-all a pipedream, or is it truly the future of ITS re-
search? 
Our conception of the human brain may provide answers: in contrast to our former 
view of the brain as a set of regions with specific functions, our understanding 
now is that the brain works as a whole, and several regions can perform several 
functions, together or as substitutes for each other. Reconsidering the architecture 
of ITSs in that light may provide fruitful insights into how to build them. 
The chapters in this part of the book provide the reader with two examples of 
authoring systems and an example of an ITS. Chapter 19 presents a thorough 
comparative analysis between CTAT, a well-known authoring tool for cognitive 
tutors, and ASTUS, a new cognitive tutor authoring tool. Through examples, the 
chapter addresses many limitations of CTAT and shows how ASTUS copes with 
these limitations. Chapter 20 is about ASSISTMENT, a suite of web-based tools 
that help researchers to easily design, build and then compare different ways of 
teaching students in order to improve their achievement. A randomized controlled 
experiment conducted using these tools is described.  Chapter 21, the last in this 
part, presents ANDES, one of the most popular ITSs. ANDES is an intelligent 
homework helper for physics. That is, it replaces students’ pencil and paper as 
they do problem-solving homework. The author presents ANDES’ behavior, the 
development experience, evaluations of its pedagogical effectiveness and recent 
progress on dissemination/scale-up. 
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