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Введение
Точки либрации, также называемые точками Лагранжа, являются част-
ными решениями ограниченной задачи трех тел [5]. В системе Земля-Солнце
существует 5 точек либрации. Эти точки разделяют на две категории: кол-
линеарные и треугольные. Важно отметить, что коллинеарные точки явля-
ются неустойчивыми, а треугольные — устойчивые. Точка либрации L1 на-
ходится на расстоянии порядка 1.5 миллиона километров от центра Земли
на линии Земля-Солнце в сторону Солнца, а L2, соответственно, находится
на расстоянии порядка 1.5 миллиона километров от центра Земли в сто-
рону от Солнца. Окрестности этих точек можно отнести к околоземному
пространству, и они представляют интерес для космических проектов. Так,
например, ЕКА и НАСА запустили комический аппарат SOHO в точку L1
для наблюдения за Солнцем, в 2001 году НАСА запустили КА WMAP в
окрестность L2 для наблюдения за реликтовым излучением. В статье [1]
рассматривается построение орбиты в окрестности точки либрации L2 для
КА “Миллиметрон”, который предназначен для исследования различных
объектов вселенной в миллиметровом и инфракрасном диапазонах. Дан-
ный аппарат конструируют в НПО имени С. А. Лавочкина. Окрестности
коллинеарных точек либрации также можно использовать для маневров
в околоземном космическом пространстве. Существуют задачи, в рамках
которых управляемое движение в окрестностях точек либрации использу-
ется в контексте противодействия коментно-астероидной опасности. Таким








Рис. 1: Расположение точек Лагранжа
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Глава 1. Построение траектории перелета с низ-
кой околоземной орбиты
1.1. Постановка задачи
Рассмотрим ограниченную круговую задачу трех тел. Пусть два тела
вращаются вокруг их общего барицентра по круговым орбитам под дей-
ствием ньютоновской силы притяжения. Также введем третье тело, такое,
что оно притягивается двумя другими телами, но не оказывает гравита-
ционное влияния на их движение. Ограниченная задача состоит в том,
чтобы описать движение третьего тела [5]. В данной работе в качестве ма-
тематической модели используется один из вариантов специальной аппрок-
симации ограниченной задачи трех тел во вращающейся геоцентрической
системе координат — уравнения Хилла [3].
x˙1 = y1 + x2; y˙1 = − 3x1||x||3 + 2x1 + y2;
x˙2 = y2 − x1; y˙2 = − 3x2||x||3 − x2 − y1;
x˙3 = y3; y˙3 = − 3x3||x||2 − x3.
(1)
Где x = (x1, x2, x3) - положение КА в синодической системе координат,
y = (y1, y2, y3) - импульсы, || · || - евклидова норма. За единицу расстояния
принята величина 1, 5 · 106 км, единица времени равняется 1год2pi , единицей
скорости является 303, 14 метров в секунду, единица ускорения равняется










+ x2y1 − x1y2. (2)
Координаты L1 в данной системе координат:
x∗ = (1, 0, 0), y∗ = (0, 1, 0).
Линейное приближение уравнений Хилла в окрестности L1 имеет данный
вид:
x˙1 = y1 + x2; y˙1 = −8(x1 − 1) + (y2 − 1);
x˙2 = y2 − x1; y˙2 = −4x2 − y1;
x˙3 = y3; y˙3 = −4x3.
(3)
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7− 1, λ5 = 2i, λ6 = −2i.
Отсюда видно, что движения в плоскости эклиптики (x3 = 0, y3 = 0)
является неустойчивым, так как существует собственное число λ1, веще-
ственная часть которого принадлежит правой полуплоскости. Отметим,
что имеет место вырожденность уравнений (3), так как пространственные
переменные x3, y3 отделяются от переменных x1, x2, y1, y2, описывающих
движение в плоскости эклиптики.
На рисунках 2 и 3 показано, что КА в неуправляемом режиме уходит
из малой окрестности точки либрации L1.
Рис. 2: x0 = (0.95, 0.05), y0 = (0, 1)
Можно выделить два подхода решения проблемы неустойчивости в окрест-
ности коллинеарной точки либрации L1. Первым является использование
непрерывного управления. Вторым может служить выход на специальную
условно-периодическую орбиту, на которой КА будет находится достаточно
долго в неуправляемом режиме.
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Рис. 3: x0 = (1.05, 0.05), y = (0, 1)
1.2. Построение траектории перелета
В дальнейшем движение будет рассматриваться в плоскости эклиптики
(x3 ≡ 0, y3 ≡ 0). Кривые нулевой скорости (также именуемы линиями
Хилла) могут дать приблизительную картину того, в какие области КА
никогда не сможет попасть. Для получения уравнений кривых достаточно










На рисунке 4 видно, что если значение гамильтониана (2)при начальных
данных меньше -4 (H(x0, y0) < −4), то КА не сможет добраться до L1.
Для численного моделирования перелета с низкой околоземной орбиты в
окрестность точки либрации L1 был использован метод Рунге-Кутты чет-
вертого порядка. В результате численного эксперимента была подобрана
траектория с начальными данными
x0 = (0.05, 0.045), y0 = (24.0834, 17.4674).
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Рис. 4: Линии нулевой скорости для различных значений гамильтониана
по которой КА удалось приблизиться к точке L1 в пространстве положе-
ний (рисунок 5). Следует отметить, что при подлете к окрестности точки
либрации в пространстве положений, скорость принимает достаточно боль-
шое значение, что приводит к стремительному уходу КА из окрестности L1.
Однако, такие траектории можно использовать в задаче управления КА в
окрестности L1, а также при подлете к окрестности точки либрации. Для
проверки корректности численных результатов был использован метод об-
ратной прогонки. Метод обратной прогонки заключается в том, чтобы про-
вести численный эксперимент с момента t = T и начальными состояниями
(x(T ), y(T )) с отрицательным шагом численного интегрирования. Таким
образом, в момент t = 0 при отсутствии серьезных погрешностей резуль-
тат интегрирования должен совпасть с начальными состояниями (x0, y0).
В результате применения метода обратной прогонки корень квадратный от
суммы отклонений от начальных данных составил порядка 10−9.
В синодической системе координат гамильтониан (2) явно не зависит от
времени, следовательно, на всей траектории он должен оставаться посто-
янным. Колебания гамильтониана системы на рисунке 6 составили порядка














































Рис. 6: Колебания гамильтониана системы
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Глава 2. Коррекция орбитального движения кос-
мического аппарата
2.1. Задача длительного пребывания в окрестности L1.
Уравнения в вариациях
Запишем систему (3) в матричной форме [2].














































Определим линейную форму d = b1ξ, которую будем называть "функцией





Из уравнений (5) видно, что функция опасности характеризует экспонен-
циальный уход из окрестности точки либрации L1. Таким образом, чтобы
оставаться в окрестности точки либрации в рамках линейного приближе-
ния требуется d(t0) = 0. Из данного тождества можно найти подходящие
изменения начальных состояний, чтобы находится в окрестности L1 про-
должительное время. Для достижения этой цели можно применить ап-
парат уравнений в вариациях, который представляет собой удобный ин-
струмент для анализа малого возмущения начальных данных на решение
10
системы. Важно отметить, что КА будет находится в окрестности точки
либрации бесконечное время только в линейном приближении. Перепишем
систему (1) в виде:












− 3x1||x||3 + 2x1 + y2
− 3x2||x||3 − x2 − y1







Пусть для неуправляемой системы (6) имеется решение z(t) = φ(z0, t0, t) с
начальным условием z(t0) = z0. Уравнение в вариациях для системы (6)






























с начальным условием Φ(t0) = E, где Φ(t) – матрица размерности 4× 4, E
– единичная матрица размерности 4×4. При изменении начальных данных
в конечной точке траектории имеем.
φ(z0 + ∆z0, t0, T ) = φ(z0, t0, T ) + Φ(T )∆z0 + o(∆z
2
0). (8)
Так как для нахождения на инвариантном многообразии требуется d(t) =
0, то из условий (5) и (8) получим.
d(T ) = b1(ξ(T ) + Φ(T )∆z0 + o(∆z
2
0)) = 0
2.2. Алгоритм коррекции орбитального движения КА.
Реализация алгоритма.
1. Выберем момент времени t0, в котором будем изменять состояние
системы.
2. Для минимизации функции опасности будем рассматривать
∆z0 = (0, 0,∆y1,∆y2)
3. Начнем численное интегрирование системы (1) и одновременно инте-
грирование системы (7) до момента T
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4. В итоге, получим линейную комбинацию
d(T ) = b1ξ(T ) + b1a3 ·∆y1 + b1a4 ·∆y2 = 0,
где ai – i-ый столбец матрицы Φ(T ).
5. Далее выбираем какие-либо ∆y1,∆y2, удовлетворяющие данному тож-
деству
Для поиска приращений можно воспользоваться каким-либо функцио-
налом. Для первой итерации можно использовать функционал вида:





















Рис. 7: График функции опасности без использования управления
Выбор момента t0 представляет особой интерес, ибо пока не удалось
получить какого-либо функционала, который мог бы предсказать, когда
лучше изменять функцию опасности. Поэтому на начальных этапах момент
выбирался эвристически. Один из удачных найденных моментов показан
на рисунке 8, на котором удалось оставаться в окрестности точки либрации















Траект. до возд. упр-я
Траект. после возд. управления
Точка возд. управления
L1
Рис. 8: Траектория космического аппарата с импульсным управлением в
момент t0 = 0.402531, (∆y1,∆y2) = (−0.646173, 0.651189)
рисунке 9. На нем видно, что после управляющего воздействия функция
опасности |d(t)| имеет значение порядка 0.01 три единицы времени.
Для дальнейшей корректировки траектории можно назначить число
δ > 0 такое, что при |d(t)| > δ снова требуется отрабатывать импульсное
управление. На рисунке 10 показано исправление траектории при |d(t)| >
0.3, t > t0 = 0.402531 с функционалом
∆y21 + ∆y
2
2 −→ min .
График функции опасности представлен на рисунке 11. На нем видно, что
она достаточно долго находится в окрестности 0. Аппарат находился в
окрестности L1 приблизительно 10 единиц времени. Управляющие воздей-

























Рис. 9: Функция опасности с отработкой управления в t0 = 0.402531
t x1 x2 y1 y2 ∆y1 ∆y2
3.345 0.929411 0.0338744 -0.439277 0.493844 0.709021 0.382807
7.173 0.865134 -0.0172228 -0.459914 0.926901 0.709683 0.383165
8.654 0.887407 0.047298 -0.461464 0.763581 0.708893 0.382738
Таблица 2.1: Моменты времени и состояния системы, в которых происхо-















Траект. до возд. упр-я
Траект. после возд. управления
Точки возд. управления
L1

























Рис. 11: Изменние траектории при |d(t)| > 0.3 после t0 = 0.402531
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Заключение
В представленной работе построена траектория перелета с низкой око-
лоземной орбиты в окрестности коллинеарной точки либрации L1 в про-
странстве положений. Для достижения инвариантного многообразия, на
котором космический аппарат находится в окрестности точки либрации
длительное время, были построены импульсные управления в виде мгно-
венных приращений по скоростям в плоскости эклиптики. Для построения
импульсных управлений использовался аппарат уравнений в вариациях.
Далее была разработана программа на языке C++, которая в автоматиче-
ском режиме при уходе из инвариантного многообразия строит импульсные
управления, оптимальные по затратам. С помощью данной программы уда-
лось удержать космический аппарат в окрестности точки либрации L1 на
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Spa c e c r a f t ’ s t r a j e c t o r y . Numer i ca l e xpe r imen t
Copy r i gh t (C) 2017 Rufat Aminov
This program i s f r e e s o f twa r e : you can r e d i s t r i b u t e i t and/ or modi fy
i t under the terms o f the GNU Gene ra l Pub l i c L i c e n s e as p ub l i s h e d by
the Free So f tware Foundat ion , e i t h e r v e r s i o n 3 o f the L i c en s e , o r
( at your op t i on ) any l a t e r v e r s i o n .
Th i s program i s d i s t r i b u t e d i n the hope tha t i t w i l l be u s e f u l ,
but WITHOUT ANY WARRANTY; w i thout even the imp l i e d war ran ty o f
MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the
GNU Gene ra l Pub l i c L i c e n s e f o r more d e t a i l s .
You shou ld have r e c e i v e d a copy o f the GNU Gene ra l Pub l i c L i c e n s e
a l ong wi th t h i s program . I f not , s e e <ht tp : //www. gnu . org / l i c e n s e s />.
∗/
#i n c l u d e <ios t r eam>
#i n c l u d e <ar ray>
#i n c l u d e <s t r i n g >
#i n c l u d e "RK4 . hpp"
#i n c l u d e <fs t ream>
doub l e t0 ;
i n t main ( i n t argc , con s t cha r ∗ argv [ ] )
{
VectorXd x (4 ) ;
i f ( a rgc == 3)
{
s td : : i f s t r e am fp ( "/tmp/ i n i t i a l d a t a " ) ;
fp >> x [ 0 ] >> x [ 1 ] ;
f p >> x [ 2 ] >> x [ 3 ] ;
f p >> t0 ;
fp . c l o s e ( ) ;
s t d : : cout << "x = " << x [ 0 ] << " " << x [ 1 ] << s td : : e nd l
<< "y = " << x [ 2 ] << " " << x [ 3 ] << s td : : e nd l ;
doub l e dy1 = s td : : a t o f ( a rgv [ 1 ] ) ;
doub l e dy2 = s td : : a t o f ( a rgv [ 2 ] ) ;
x [ 2 ] += dy1 ;
x [ 3 ] += dy2 ;
s t d : : cout << " ( De l ta y1 , De l ta y2 ) = ( " << dy1 << " , " << dy2 << " ) "
<< std : : e nd l ;
}
e l s e
{
x [ 0 ] = 0 . 0 0 5 ;
x [ 1 ] = 0 . 0 045 ;
x [ 2 ] = 24 . 0834 ;
x [ 3 ] = 17 . 4674 ;
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t0 = 0 ;
}
RK4∗ rk4 = new RK4( x ) ;
rk4−>so l v e ( ) ;




#i n c l u d e <ar ray>
#i n c l u d e <ios t r eam>
#i n c l u d e <fs t ream>
#i n c l u d e <cmath>
#i n c l u d e <l im i t s >
#i n c l u d e " f u n c t i o n s . hpp"
#i n c l u d e <Eigen /Dense>
us i n g namespace E igen ;
/∗∗
∗ \ c l a s s Matr i x
∗ \ b r i e f S imple C l a s s f o r nume r i c a l e xpe r iment and c o r r e c t i o n o f
∗ t r a j e c t o r y i f abs ( danger f u n c t i o n ) > 0 .3
∗/
c l a s s RK4 {
p u b l i c :
/∗∗
∗ \ b r i e f c o n s t r u c t o r . i t s e t s d e f a u l t v a l u e s
∗ \param x i n i t i a l v a l u e s
∗/
RK4( cons t VectorXd& i n i t i a l V a l u e s ) ;
/∗∗
∗ \ b r i e f f u n c t i o n to s t a r t nume r i c a l e xpe r iment
∗/
vo i d s o l v e ( ) ;
p r i v a t e :
// a r r a y to s t o r e Runge−Kutta 4 s t a t e s
s td : : a r r ay<VectorXd , 4> k ;
// i n t e g r a t i o n s t ep
doub l e s t epVa l u e ;
// v a r i a b l e to s t o r e amout o f i t e r a t i o n s
u i n t coun t e r ;
// v a r i a b l e to s t o r e t ime
doub l e t ime ;
// f i l e to l o g p o s i t i o n s
s td : : o f s t r e am mOutX ;
// f i l e to l o g speed s
s td : : o f s t r e am mOutY ;
// f i l e to l o g danger f u n c t i o n
s td : : o f s t r e am mDangerOut ;
VectorXd mCurrentVa lues ;
VectorXd mIn t e rmed i a t eVa lue s ;
/∗∗
∗ RK4 s t ep
∗ @param h i n t e g r a t i o n s t ep
∗ @param cu r r e n t s t a t e
∗ @re tu rn nex t s t a t e
∗/
VectorXd nex tStep ( doub l e h , con s t VectorXd& cu r r e n t ) ;
/∗∗
20
∗ save s t a t e to the f i l e s and c o r r e c t s t a t e i f danger f u n c t i o n
∗ i s too b i g
∗ @param newValue v a l u e to r e p l a c e c u r r e n t
∗/
vo i d saveVa lue ( con s t VectorXd& newValue ) ;
/∗∗
∗ c a l c u l a t e s c o r r e c t i o n o f the t r a j e c t o r y to s t a y nea r L i b r a t i o n
∗ po i n t L1
∗/
vo i d c a l c u l a t e C o r r e c t i o n ( ) ;
/∗∗
∗ c a l c u l a t e s \ f [ A \Phi ( t ) \ f ]
∗ @param p p o s i t i o n s o f the system
∗ @param PHI
∗ @re tu rn r e s u l t o f the m u l t i p l i c a t i o n s
∗/




#i n c l u d e "RK4 . hpp"
#i n c l u d e <iomanip>
cons t doub l e h = 1e−7;
con s t doub l e l = s td : : s q r t (1 + 2 ∗ s q r t (7 ) ) ;
con s t doub l e c o e f = l ∗ ( l ∗ l + 5) ;
VectorXd b (4 ) , x i ( 4 ) ;
doub l e p r e v i ou sDange rVa lue ;
e x t e r n doub l e t0 ;
RK4 : : RK4( cons t VectorXd& i n i t i a l V a l u e s ) {
p r ev i ou sDange rVa lue = 0 ;
b [ 0 ] = 1 ; b [ 1 ] = ( l ∗ l − 3) / co e f ; b [ 2 ] = ( l ∗ l + 3) / co e f ; b [3 ]= 2 . 0/ ( l ∗ l
+ 5) ;
mCurrentVa lues = i n i t i a l V a l u e s ;
m In t e rmed i a t eVa lue s = mCurrentVa lues ;
s t epVa l u e = 1e−7;
t ime = 0 ;
mDangerOut . open ( "/tmp/ danger . dat " ) ;
mOutX . open ( "/tmp/x1 . dat " ) ;
mOutY . open ( "/tmp/y1 . dat " ) ;
}
vo i d RK4 : : s o l v e ( ) {
coun t e r = 0 ;
wh i l e ( t ime < 5) {
mIn t e rmed i a t eVa lue s = t h i s−>nextStep ( s tepVa lue , mCurrentVa lues ) ;
s aveVa lue ( mIn t e rmed i a t eVa lue s ) ;
}
mOutX . c l o s e ( ) ;
mOutY . c l o s e ( ) ;
mDangerOut . c l o s e ( ) ;
}
VectorXd RK4 : : nex tS tep ( doub l e h , con s t VectorXd& cu r r e n t ) {
VectorXd tempValues = cu r r e n t ;
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k [ 0 ] = f ( tempValues ) ;
tempValues = cu r r e n t + k [ 0 ] ∗ h / ( 2 . 0 ) ;
k [ 1 ] = f ( tempValues ) ;
tempValues = cu r r e n t + k [ 1 ] ∗ h / ( 2 . 0 ) ;
k [ 2 ] = f ( tempValues ) ;
tempValues = cu r r e n t + k [ 2 ] ∗ h ;
k [ 3 ] = f ( tempValues ) ;
r e t u r n c u r r e n t + ( k [ 0 ] + k [ 1 ] ∗ 2 .0 + k [ 2 ] ∗ 2 .0 + k [ 3 ] ) ∗ ( h / 6 . 0 ) ;
}
vo i d RK4 : : s aveVa lue ( con s t VectorXd& newValue )
{
mCurrentVa lues = newValue ;
// r e c a l c u l a t e x i
x i [ 0 ] = newValue [ 0 ] − 1 ;
x i [ 1 ] = newValue [ 1 ] ; x i [ 2 ] = newValue [ 2 ] ;
x i [ 3 ] = newValue [ 3 ] − 1 ;
// c a l c u l a t e danger f u n c t i o n
doub l e dangerVa lue = b . dot ( x i ) ;
// save v a l u e s to the f i l e
i f ( c oun t e r % 10000 == 0)
{
mDangerOut << t0 + t ime << "\ t " << dangerVa lue << s td : : e nd l ;
mOutX << newValue [ 0 ] << "\ t " << newValue [ 1 ] << s td : : e nd l ;
mOutY << newValue [ 2 ] << "\ t " << newValue [ 3 ] << s td : : e nd l ;
}
// i f danger f u n c t i o n i s huge enough , l e t ’ s m in im ize i t
// by impu l s e c o n t r o l
i f ( s t d : : abs ( dangerVa lue ) > 0 . 3 ) {
c a l c u l a t e C o r r e c t i o n ( ) ;
}
t ime += stepVa l u e ;
coun t e r++;
}
vo i d RK4 : : c a l c u l a t e C o r r e c t i o n ( )
{
m_PHI = MatrixXd : : I d e n t i t y (4 , 4) ;
VectorXd z1 = mCurrentVa lues ;
VectorXd z2 ;
// c a l c u l a t e PHI mat r i x by Runge−Kutta method o f 2nd o r d e r
Vec to r 2 f x1 ( z1 [ 0 ] , z1 [ 1 ] ) ;
z2 = th i s−>nextStep (h , z1 ) ;
Vec t o r 2 f x2 ( z2 [ 0 ] , z2 [ 1 ] ) ;
MatrixXd PHI_1 = matr ix_f ( x1 , m_PHI) ;
MatrixXd PHI_2 = matr ix_f ( x2 , m_PHI + h ∗ PHI_1) ;
m_PHI += 0.5 ∗ h ∗ (PHI_1 + PHI_2) ;
z1 = z2 ;
// l a s t two rows o f PHI mat r i x
VectorXd a3 (4 ) , a4 (4 ) ;
f o r ( i n t i = 0 ; i < 4 ; i++) {
a3 ( i ) = m_PHI( i , 2) ;
a4 ( i ) = m_PHI( i , 3) ;
}
// c o e f f o f l i n e a r comb ina t i on s
doub l e gamma = −b . dot ( x i ) ;
doub l e a lpha = b . dot ( a3 ) ;
doub l e beta = b . dot ( a4 ) ;
s t d : : cout << "\ t a l p ha = " << a lpha
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<< "\ tbe t a = " << beta
<< "\tgamma = " << gamma << std : : e nd l ;
gamma /= a lpha ; beta /= a lpha ;
doub l e dy2 = ( beta ∗ gamma) / ( beta ∗ beta + 1) ;
doub l e dy1 = gamma − beta ∗ dy2 ;
// v a l u e s o f impu l s e s
s t d : : cout << " ( De l ta y1 , De l ta y2 ) = ( "
<< dy1 << " , " << dy2 << " ) " << std : : e nd l ;
// s t a t e o f the system be f o r e impu l s e
s td : : cout << mCurrentVa lues [ 0 ] << "\ t " << mCurrentVa lues [ 1 ]
<< s td : : e nd l
<< mCurrentVa lues [ 2 ] << "\ t " << mCurrentVa lues [ 3 ] << s td : : e nd l ;
// l e t ’ s change impu l s e s
mCurrentVa lues [ 2 ] += dy1 ;
mCurrentVa lues [ 3 ] += dy2 ;
}
MatrixXd RK4 : : matr ix_f ( con s t Vec to r 2 f& p , con s t Matr ixXd& PHI )
{
doub l e sq = p [ 0 ] ∗ p [ 0 ] + p [ 1 ] ∗ p [ 1 ] ;
doub l e pow5 = s td : : pow( sq , −5.0 / 2 . 0 ) ;
doub l e pow3 = s td : : pow( sq , −3.0 / 2 . 0 ) ;
doub l e sq11 = p [ 0 ] ∗ p [ 0 ] ;
doub l e sq12 = p [ 0 ] ∗ p [ 1 ] ;
doub l e sq22 = p [ 1 ] ∗ p [ 1 ] ;
doub l e a20 = 9 ∗ sq11 ∗ pow5 − 3 .0 ∗ pow3 + 2 ;
doub l e a21 = 9 ∗ sq12 ∗ pow5 ;
doub l e a31 = 9 ∗ sq22 ∗ pow5 − 3 .0 ∗ pow3 − 1 ;
MatrixXd A(4 , 4) ;
A(0 , 0) = 0 ; A(0 , 1) = 1 ; A(0 , 2) = 1 ; A(0 , 3) = 0 ;
A(1 , 0) = −1; A(1 , 1) = 0 ; A(1 , 2) = 0 ; A(1 , 3) = 1 ;
A(2 , 0) = a20 ; A(2 , 1) = a21 ; A(2 , 2) = 0 ; A(2 , 3) = 1 ;
A(3 , 0) = a21 ; A(3 , 1) = a31 ; A(3 , 2) = −1; A(3 , 3) = 0 ;




#i n c l u d e <ar ray>
#i n c l u d e <ios t r eam>
#i n c l u d e <Eigen /Dense>
us i n g namespace E igen ;
/∗∗
∗ \ f [ \ dot {x_1} \ f ]
∗ @param x s t a t e o f the system
∗ @re tu rn v a l u e o f \ f [ \ dot {x_1} \ f ]
∗/
doub l e x1 ( con s t VectorXd& x ) ;
/∗∗
∗ \ f [ \ dot {x_2} \ f ]
∗ @param x s t a t e o f the system
∗ @re tu rn v a l u e o f \ f [ \ dot {x_2} \ f ]
∗/
doub l e x2 ( con s t VectorXd& x ) ;
/∗∗
∗ \ f [ \ dot {y_1} \ f ]
∗ @param x s t a t e o f the system
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∗ @re tu rn v a l u e o f \ f [ \ dot {y_1} \ f ]
∗/
doub l e y1 ( con s t VectorXd& x ) ;
/∗∗
∗ \ f [ \ dot {y_2} \ f ]
∗ @param x s t a t e o f the system
∗ @re tu rn v a l u e o f \ f [ \ dot {y_2} \ f ]
∗/
doub l e y2 ( con s t VectorXd& x ) ;
/∗∗
∗ c a l c u l a t e s d i f f eq
∗ @param x s t a t e o f the system
∗ @re tu rn \ f [ \ dot {x_1} ,\ dot {x_2} ,\ dot {y_1} ,\ dot {y_2} \ f ]
∗/
VectorXd f ( con s t VectorXd& x ) ;
./src/functions.hpp
#i n c l u d e " f u n c t i o n s . hpp"
#i n c l u d e <cmath>
#i n c l u d e <a lgo r i t hm>
doub l e x1 ( con s t VectorXd& x )
{
r e t u r n x [ 2 ] + x [ 1 ] ;
}
doub l e x2 ( con s t VectorXd& x )
{
r e t u r n x [ 3 ] − x [ 0 ] ;
}
doub l e y1 ( con s t VectorXd& x )
{
r e t u r n −3 ∗ x [ 0 ] / pow( x [ 0 ] ∗ x [ 0 ] + x [ 1 ] ∗ x [ 1 ] , 3 . 0 / 2 . 0 ) + 2 ∗ x [ 0 ] + x
[ 3 ] ;
}
doub l e y2 ( con s t VectorXd& x )
{
r e t u r n −3 ∗ x [ 1 ] / pow( x [ 0 ] ∗ x [ 0 ] + x [ 1 ] ∗ x [ 1 ] , 3 . 0 / 2 . 0 ) − x [ 1 ] − x [ 2 ] ;
}
VectorXd f ( con s t VectorXd& x )
{
VectorXd data (4 ) ;
data [ 0 ] = x1 ( x ) ;
data [ 1 ] = x2 ( x ) ;
data [ 2 ] = y1 ( x ) ;
data [ 3 ] = y2 ( x ) ;
r e t u r n data ;
}
./src/functions.cpp
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