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1.1 - Context del projecte
! En la última década ha sorgit amb  força una nova família de dispositius en la que 
desenvolupar sistemes, els smartphones i tablets. Aquestes plataformes han cambiat la 
manera de veure l’us del programa donat les seves característiques:
• És portable, més que els ordinadors portàtils i en cas dels smatphones el podem dur a la 
butxaca
• Es pot usar a qualsevol lloc de manera ràpida i discreta
• Disposen d’una connexió a internet viable a la majoria del territori a través de 3g
• Tenen dispositius de localització, acceleròmetre, brúixola, càmera d’alta resolució...
• Gràcies a l’accessibilitat i el bon disseny  dels SDKs es fa molt fàcil i per tant econòmic 
programar per aquestes plataformes
! Aquestes característiques han creat un nou ventall d’oportunitats per desenvolupar 
software, ja sigui per crear nous sistemes que sense les característiques anteriors no eren 
viables o millorar sistemes ja existents que obtenen una millora substancial gràcies a 
aquestes plataformes. 
! A tot això, crec important afegir, les facilitats de distribució d’aquest sistemes 
gràcies a les plataformes de distribució que ofereixen els fabricants del sistema operatiu 
del dispositiu que han permès a programadors i petites empreses arribar als usuaris d’una 
manera fàcil i òptima.
! Jo he estat treballant 6 mesos a la empresa TacTill situada a París, França. TacTill 
és una empresa start-up creada per tres enginyers i que actualment resideix en 
l’incubador de l’EFREI, una escola d’enginyers francesa. El seu model de negoci es basa 
en la millora d’un grup de sistemes existent: Les caixes enregistradores. Actualment els 
comerciants gestionen la venta al client diària, o bé amb caixes enregistradores 
tradicionals que incorporen un petit sistema que els hi permet fer resums diaris i registren 
l’activitat de les ventes, o bé amb  sistemes instal·lats en ordinadors PC que acompleixen 
el mateix fi amb prestacions ampliades en la mateixa direcció. 
! TacTill ha creat un nou software per els iPad, el tablet d’apple amb sistema operatiu 
iOS, dirigit als comerciants que, afegit a totes les funcionalitats d’una caixa enregistradora, 
ofereix altres característiques útils per a comerciants aquest sistema rep  el nom de 
l’empresa: TacTill. TacTill aprofita les característiques d’aquest dispositiu, entre elles, la 
facilitat del comerciant de moure el dispositiu i realitzar la seva activitat en qualsevol lloc i 
8
la connexió en tot moment amb un servidor backoffice capaç de registrar l’activitat i 
accessible via web pel comerciant des de qualsevol terminal amb accés a internet o 
connexió via wifi amb les impressores de tiquets.
! Un dels grups de clients més important que té TacTill son els restauradors. Aquest 
grup de consumidors del seu producte li feia una petició recurrent: Crear un sistema que 
permetés als cambrers, o a altres actors de la seva plantilla, tenir un accés al sistema 
principal a distància a través d’un iPhone per poder fer o consultar comandes. L’objectiu 
era que un cambrer, un cop  hagués agafat una comanda a una taula de clients, pogués 
transmetre-la a la resta de treballadors del restaurant. 
! En aquest context he realitzat la meva estada que ha donat fruit a aquest projecte 
amb  la creació de l’aplicació WaiterAPP, aplicació destinada a resoldre les necessitats 
demandades per els restauradors i un llibreria de software destinada a comunicar 
dispositius iOS a distància amb un sistema basat en RPC(remote procedure calls) que es 
diu JRCRemoteCall. El següent punt està destinat a detallar els objectius d’aquest 
projecte.
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1.2 - Motivació i objectius del projecte
! En el desenvolupament d’aquest projecte hi han dos parts implicades: La empresa 
TacTill com a futura propietària i venedora del producte resultant del projecte i jo, com a 
estudiant becat per fer el PFC. Si bé els objectius del projecte convergeixen en la majoria 
de punts, les motivacions difereixen i em permeto fer la diferenciació:
• Per la part de TacTill, més enllà de la motivació evident de crear un producte destinat a 
satisfer una necessitat dels seus clients amb  la conseqüent recompensa econòmica, 
veia en el projecte la possibilitat de crear un nou paradigma dins l’arquitecturització del 
seu sistema. Si bé un dels serveis que els diferencia de la competència és el servidor 
back office que permet als comerciants tenir la seva informació al núvol, molts dels seus 
clients no tenien sempre una connexió a internet. Quan aquesta característica s’unia a 
tenir més d’una caixa enregistradora a la mateixa botiga i volien tenir les caixes 
sincronitzades sorgia un problema. En aquest projecte i en la seva arquitectura van 
veure la solució a aquest problema i va ser una raó més que els va motivar a tirar-lo 
endavant.
• Per la meva part com a enginyer m’he vist motivat per la possibilitat d’aprofundir i 
especialitzar-me en diversos camps que ja m’eren familiars: 
• El objective-c, un llenguatge que continua en evolució i amb aspectes dinàmics i 
sintàctics molt interessant 
• El sistema de frameworks oferts per Apple per programar per el sistema operatiu iOS
• La enginyeria de software, els patrons de disseny
• Els protocols de comunicació tcp i el parseig i generació  de dades
• El disseny d’una arquitectura per comunicar dispositius
• A banda de l’aprofundiment de les matèries anteriors tant l’empresa com jo vam creure 
una bona idea crear una llibreria que facilités la connexió i  permetés fer crides remotes 
a altres dispositius iOS que també l’usessin. Des d’un principi els hi vaig mostrar el meu 
interès en que la llibreria, que es diu JRCRemoteCall, fos codi lliure i accessible a 
tothom via un repositori github. A l’empresa li va semblar una bona idea i per a mi ha 
sigut una motivació afegida.
Pel que fa els objectius del projecte, es van definir com els següents:
• Estudi de objective-c i els frameworks ios
• Estudi de les necessitats d’els restauradors i especificació de l’aplicació WaiterAPP 
creada per satisfer aquestes necessitats
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• Creació d’un framework que permeti crear una arquitectura de comunicació servidor-
client així com fer crides remotes als dispositius conectats de forma senzilla:
• Disseny i especificació del framework
• Desenvolupament del framework
• Disseny i desenvolupament dels tests unitaris 
• Documentació i publicació del framework via github
• Desenvolupament de l’aplicació WaiterAPP compatible amb iPhone
• Integració del framework al projecte
• Creació del model i comunicació amb l’aplicació TacTill
• Disseny i creació d’una interfície gràfica
• Modificació i adaptació de l’aplicació TacTill
• Integració del framework al projecte
• Modificació del model per tenir accés a les funcions necessàries
• Creació dels nous objectes i interfícies necessàries per gestionar les conexions
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1.3 - Estructura del document
Aquest document està dividit en els següents punts:
1. Introducció - Es posa en antecedents al lector de la informació necessària respecte al 
context del projecte i el document per començar a familiaritzar-se amb el problema 
plantejat.
2. Anàlisi - Anàlisi del problema reunint tota la informació necessària per estar en 
disposició de buscar-hi una solució. 
3. Disseny - Disseny conceptual de la solució proposada per al problema plantejat al 
punt anterior.
4. Implementació - Resum dels aspectes més importants de la implementació: 
llenguatge, framework, llibreries usades.
5. Tests - Sistemes de testeig usats per assegurar la validesa del sistema i per tant la 
solució proposada e implementada
6. Planificació - Un anàlisi de la planificació i l’execució del projecte en termes temporals
7. Conclusions - Conclusions obtingudes un cop acabat el procés
! El primer detall que pot cridar l’atenció respecte a altres projectes és que no he 
guardat un punt per fer una introducció teòrica: 
!
! En primer lloc crec que com a dispositiu, el iPhone s’ha convertit en un dispositiu 
molt comú i conegut per a tothom, per tant no necessita una presentació. Tampoc crec 
necessària una llarga explicació de totes les característiques del dispositiu ja que les 
característiques de l’iPhone implicades en aquest projecte no son específiques d’aquest 
dispositiu sinó comú a tots els smartphones, el lector d’aquest document serà 
probablement usuari de dispositius smartphone així que ja coneixerà aquestes 
característiques bàsiques(connexió amb una xarxa wifi, interfície tactil, funcionament 
autònom gràcies a una bateria, ...), i per últim, la informació és accessible a internet amb 
molta facilitat (http://www.apple.com/iphone/specs.html).
! Pel que fa la resta de teoria, més específica i necessària, serà presentada al lector 
quan sigui necessària, en subpunts especificaments dedicats a aquesta tasca. L’objectiu 
és que el lector tingui el concepte més fresc en el moment de usar-lo en la solució.
! Un altre punt a comentar és que, si bé hi ha un punt destinat a parlar de la 
implementació, l’exercici d’aquest document no es pararà en analitzar l’implementació 
concreta (les línies de codi) usada en aquest sistema sinó a comentar i justificar les 
decisions preses durant la implementació com quines llibreries he usat, si han afectat al 
disseny inicial, ... 
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! Si és d'interès per algun lector pot trobar la implementació del framework creat 
durant aquest projecte en codi obert i sota llicència apache 2.0 al meu repositori github: 
http://www.github.com/jpellat sota el nom de JRCRemoteCall. La resta del codi és 




2.1 - L’aplicació TacTill
! El primer pas per fer un anàlisi del problema a solucionar necessitem posant-se en 
antecedents dels sistemes amb els quals haurem de conviure durant el desenvolupament 
del projecte.
! Com ja hem introduït abans, la empresa TacTill ofereix als seus clients una 
aplicació que substitueix les funcions de una caixa enregistradora, aquesta rep  el mateix 
nom que el de l’empresa: TacTill. 
! Els clients poden descarregar l’aplicació a través de l’app store, una aplicació 
disponible en tots els iPads i dona accés a totes les aplicacions a la venta al Apple Store. 
la seva descàrrega és gratuïta així com els 30 primers dies d’utilització. El primer que fa 
un usuari després de descarregar l’aplicació és crear un usuari TacTill, aquest usuari 
servirà per identificar-se l’aplicació i a la pàgina web de TacTill. Un cop esgotats els 30 
dies d’us gratuït per usar l’aplicació s’ha de pagar 49 €/mes més IVA(a França TVA).
! Paral·lelament es ven un pack de material compatible amb l’aplicació. Consisteix en 
una impresora de tiquets, un calaix de seguretat pels diners, un suport per l’ipad, un punt 
d’accés Wifi airport de apple i opcionalment un iPad. El sistema consisteix en conectar el 
calaix dels diners a la impresora amb un cable i l’impresora al punt d’accés Wifi. Un cop 
fet això, s’associa l’iPad al punt d’accés Wifi i l’aplicació és capaç d’obrir el calaix dels 
diners i d’imprimir tickets sense fils a través de la conexió wifi.
! Aquesta aplicació es complementa amb un sistema Back Office que està disponible 
via web als servidors de TacTill. En el Back Office, el comerciant s’identifica amb el seu 
usuari TacTill i pot consultar totes les dades registrades per l’aplicació:  un registre de tots 
els productes que ha introduït a l’aplicació, els tiquets venguts, informes de venta, etc. 
També pot modifcar totes les dades relacionades amb el seu usuari: contrassenya, dades 
fiscals, sistema de pagament de TacTill, ...
! Sempre que es realitza una operació amb l’aplicació TacTill s’envia al Back Office 
perque quedi registrada. El Back Office serveix tant de còpia de seguretat de les dades, 
com de punt de consulta. 
! Un mateix compte d’usuari TacTill pot ser usat per identificar-se a l’aplicació TacTill 
en més d’un iPad simultaneament(si es paga la cuota adequada). D’aquesta manera un 
comerciant pot tenir més d’un comerç o més d’una caixa dins un comerç, amb un sol Back 
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Office i d’aquesta manera tenir les dades reunides en un mateix punt per fer balanç fent-
les accessibles des de qualsevol punt amb accés a internet.
Si bé el Back Office no interfereix en aquest projecte, haurem de treballar amb l’aplicació 
per introduïri els canvis necessaris per la implantació de la nostra solució. Així doncs per 
familiaritzant-se amb  el producte he fet un breu resum de les seves funcionalitats i una 
petita explicació de la interfície de l’aplicació TacTill
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2.2 -Funcionalitats actuals de TacTill
! L’aplicació TacTill és funcional en qualsevol generació de iPad i disponible 
únicament al Apple Store, la botiga de software online de Apple. Les seves funcionalitats 
són:
• Gestió de la venta a un client  en viu - Gestiona el procés de venta de productes a un 
client. Quan el client passa a pagar els seus articles al final de la seva compra l’aplicació 
ofereix una interfície per crear un tiquet, afegir els articles que el client passa a pagar i 
un cop finalitzat el procés fer una suma del total a pagar, el canvi a retornar en funció del 
sistema de pagament usat pel client i si és necessari obrir la caixa dels diners per 
ingressar-hi l’efectiu i tornar el canvi. Finalment permet la impressió del tiquet o 
l’enviament per e-mail a l’adreça del client.
•  Posar tiquets en espera - Permet guardar el tiquet mentre la venta encara no està 
finalitzada, podent atribuir-li un nom i recuperar-lo més endavant. Aquesta funció és 
usable per tots els comerciants però especialment pensada per els restauradors. El 
procés de venta dels restauradors és discontinu, un restaurador ha de poder registrar 
els plats i begudes que els hi demanen els clients en diferents moments del sopar i 
cobrar al final, aquesta funcionalitat els hi permet aparcar els tiquets mentre els clients 
mengen i activar-los quan fan una nova petició o demanen la conta per finalitzar el 
procés.
• Tenir una base de dades dels productes - Permet registrar els productes disponibles 
al comerç, atribuir-hi característiques (nom, descripció, ...) , una categoria, preu, %IVA.
• Obrir i tancar caixa - Obrir i tancar caixa és un terme usat pels comerciants per definir 
un període de venta. Quant un usuari de la caixa comença el seu torn “obre caixa”, que 
significa fer un recompte dels diners que hi ha actualment a la caixa i entrar aquesta 
dada en el sistema, a partir d’aquest moment totes les ventes realitzades estaran 
relacionades amb aquesta obertura de caixa. Quan acaba la seva sessió de treball 
“tenca la caixa”, és a dir, tenca la sessió de caixa actual, fa un recompte dels diners que 
hi ha en aquell moment a la caixa i introdueix aquesta dada a l’aplicació. 
• Consultar les obertures de caixa - Es pot consultar les obertures de caixa o sessions 
de venta per verificar quant s’ha facturat, quins productes s’han vengut, si el recaudat en 
caixa coincideix amb el facturat als clients, etc
• Consultar els tiquets de venta - Un cop acabat el procés de venta es poden buscar 
tiquets per data i consultar-los imprimir-ne una còpia o enviar-la per mail.
• Realitzar informes -  La aplicació permet al comerciant realitzar resums de les seves 
ventes en un període de temps. Aquest resum exportat en pdf mostra el nombre de 
unitats vengudes i el total facturat per cada producte de cada producte, els impostos 
recaptats durant aquest període, el total facturat per categoria, la diferència entre el que 
hi havia a la caixa i el total facturat i el total facturat per el negoci. Podem veure un 
exemple d’informe creat per l’aplicació TacTill a continuació:
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Informe creat amb l’aplicación TacTill
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2.3 - Interfície actual de TacTill
! Aquesta secció de interfície està destinada a familiaritzar el lector amb al interfície 
de l’aplicació TacTill. Em centraré en els elements més importants de la interfície i sobretot 
en aquells que haurem de reproduir en la aplicació destinada als cambrers, WaiterApp, o 
modificar per tal d’integrar el nostre sistema. D’aquesta manera quan hàgim de fer un 
anàlisi de les funcionalitats necessàries en el nostra projecte haurem pogut veure una 
representació de la majoria d’aquests elements en l’aplicació TacTill.
! La interfície de TacTill està realitzada amb  cocoa. Cocoa és la capa gràfica usada 
per mostrar totes les interfícies dels sistemes tant iOS(Sistema operatiu usat per els iPad, 
iPhone, iPod touch) com Mac OS (Sistema operatiu usat per tots els ordinadors de la casa 
Apple). 
! Apple ofereix un SDK(Software developer kit), es a dir, una llibreria amb totes les 
classes necessàries per usar d’una forma fàcil i confortable cocoa. Aquesta llibreria ofereix 
un gran nombre de recursos molt treballats, sobretot per iOS, per fer la interfícies el 
màxim realista possible, i donar la sensació que els elements(botons, sliders, taules), no 
són elements gràfics mostrats a través d’una pantalla sinó els seus homònims reals. 
Aquesta és la raó per la qual la majoria de aplicacions iOS usen aquesta llibreria per 
desenvolupar les seves aplicacions. Altres possibilitats seria fer-se la seva pròpia llibreria 
gràfica o tenir l’aplicació feta en html i usar la vista de navegador de la llibreria per 
interpretar la interfície. Aquestes dos últimes opcions s’acostumen a usar només quan 
volem una aplicació multiplataforma, la primera normalment en jocs que volem passar a 
android o inclús a PC i la segona en aplicacions que ofereixen un servei a internet com 
per exemple l’aplicació de facebook. De fet des de la seva sortida l’aplicació de Facebook 
no havia sigut més que un mirall a una web en html, però fa cosa de pocs mesos han 
creat una aplicació que funciona íntegrament amb  cocoa i els SDK de Apple pel que fa la 
interfície. 
! A més de una bona llibreria Apple ofereix eines que fan la programació de la 
interfície més fàcil, la més important, interface builder. Interface builder és una eina gràfica 
que ens permet crear la interfície “arrastran” els elements que volem usar a la vista i 
colocant-los on volem que apareguin. Lluny d’eliminar per complet l’us de la programació 
en les interfícies gràfiques de la nostra app, facilita la feina més feixuga. 
! Un cop introduït els conceptes teòrics més bàsics dels elements usats per crear 
interfícies en iOS  i per tal de continuar amb l’anàlisi de l’aplicació TacTill, farem un repàs 
per els elements d’interfície més importants d’aquesta aplicació.
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L’eina inteface builder
! En primer lloc mostrarem la vista més usada per tots els usuaris, “la vista de caixa”. 
“La vista de caixa” és la vista més important de la caixa en la seva utilització diària i la 
vista de partida en tot procés de compra:
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! En la interfície observem com la part esquerra està destinada a fer un resum del 
tiquet actual, és a dir, els productes afegits el tiquet, reunits per producte, i el preu total del 
tiquet. Clicant a sobre d’un dels productes del tiquet l’aplicació ens oferirà una interfície 
per aplicar descomptes o modificar una línia del tiquet. Cada línia del tiquet representada 
per el producte i el número d’unitats es diu tiquetline
! La part dreta és usada per afegir els productes al tiquet, només cal clicar sobre un 
dels productes i una unitat d’aquell producte serà afegit al tiquet. Si ja existeix una 
tiquetline amb aquell producte, el nombre de productes venguts d’aquella línia 
s’incrementarà en un, si cap tiquetline es refereix al producte seleccionat se’n crearà una 
amb aquest propòsit i el comptador de la línia s’inicialitzarà a 1. 
! El filtre de categories és una sèrie de botons units que ens mostra les categories de 
productes registrats al sistema. Aquests botons funcionen com un switch, és a dir, només 
un dels botons pot estar activat a la vegada, o dit d’una altre manera, quan un s’activa el 
seleccionat es desactiva. Un cop activat només es mostraran els productes de la 
categoria seleccionada.
! En la cantonada superior esquerra de la zona de productes podem trobar un altre 
switch que ens deixa escollir entre la vista actual i la vista calculadora. És molt comú entre 
els comerciants no tenir introduïts tots els productes que venen al sistema, ja sigui perquè 
el producte serà introduït en el futur o perquè el comerciant no creu convenient introduir-
lo. Tot i això la venta d’aquests productes ha de quedar registrada, ni que sigui 
anònimament, en el sistema. La calculadora permet introduir una línia en el tiquetline amb 
el concepte de “producte” amb un preu i una quantitat sense estar relacionat amb un 
producte concret. 
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! Un altre element important de la interfície és el botó de pagament(part inferior 
esquerra de la interfície). El botó de pagament engega el procés de cobrament al client. 
En aquest procés hi han dos fases: La primera fase podrem escollir entre les diferents 
modalitats de pagament, per ara l’aplicació permet el pagament en efectiu, el pagament 
per targeta de crèdit i el pagament per xec.
! Com podem observar en la imatge mostrada a continuació la interfície ens ofereix 
tres formes de pagament, per cada una ens ofereix valors predeterminats. Cada valor 
predeterminat és un botó, al clicar-lo es registra que el tiquet ha sigut pagat amb un 
pagament del tipus al que pertany al botó i quantitat la que està indicada en el interior del 
botó. Els requadres de valors personalitzats ens ofereix la possibilitat de customitzar el 
pagament, el client ens pot pagar un tiquet amb més d’un tipus de pagament. Per cada 
tipus de pagament introduirem el valor que desitgem amb un teclat que apareix quan 
cliquem a sobre del requadre. El mateix teclat ofereix la possibilitat d’acabar el procés 
amb un botó “Pay” quant la quantitat supera al total del tiquet.
! Un cop  acabada la fase anterior arriba l’últim pas del procés de pagament. Aquesta 
interfície ens mostra el total a retornar al client, ens permet imprimir el tiquet i enviar-li un 
mail al client. Si volem enviar un mail al client només s’ha d’inserir la seva adreça de mail 
en el requadre destinat a aquesta tasca. Finalment tenim un botó “Done” que acaba el 
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procés. Quan aquest botó és presionat si el “switch” de imprimir està encès imprimirem el 
tiquet i si hi ha una adreça vàlida en el requadre de l’adreça del client enviarem el mail
Tornant a la interfície principal encara ens queden dos botons per descobrir el seu 
funcionament. En primer lloc el botó d’opcions que està situat a la part superior del tiquet 
actual. Si cliquem el botò o l’estirem cap abaix ens apareix un petit menú d’opcions:
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En aquest menú podrem trobar quatre butons: el 
primer ens permet borrar el tiquet actual. El segon ens 
permet posar el tiquet actual en espera, aquesta és 
una de les funcionalitats que parlàvem en el punt 
anterior d’aquest document i especialment important. 
Quant cliquem ens permetrà atribuïr-li un nom al 
tiquet actual i ens desapareixerà de la secció de tiquet 
actual, d’aquesta manera tindrem la interfície neta per 
crear-ne un de nou. Els tiquets en espera es guarden 
sense entrar en la contabilitat del sistema fins que son 
pagats i aquesta funcionalitat nosaltres l’usarem en el 
projecte. El tercer butó està molt relacionat amb 
l’anterior, un cop clicat ens apareix una llista flotant 
mostrant tots els tiquets que estan en espera, si en 
seleccionem un passarà a ser el nostre tiquet actual. 
Per acabar el quart i últim botó ens permetrà introduïr 
un % de descompte al tiquet que serà usat per calcular 
el preu final.
! L’últim botó que ens queda per comentar és el botó de menú. Un cop  clicat es 
mostrarà un menú general de la caixa registradora.
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! Aquest menú és un accés directe a algunes de les utilitats generals de la caixa. La 
funció que més ens interessa en el nostre cas és la primera, clicant-lo ens portarà a la 
segona vista més important de l’aplicació: la vista de configuració de la que parlarem en el 
pròxim punt. El següent botó ens permet cancel·lar l’últim tiquet que hem facturat en cas 
de que hi hagi hagut un error en el procés. El tercer ens permet tancar caixa, un cop la 
caixa estigui tancada aquest botó es convertirà en el de obrir caixa i no podrem crear cap 
tiquet nou fins que es torni a obrir.
! En la segona secció el primer botó ens permet tenir un contacte directe amb el 
desenvolupador, ens mostrarà una interfície per poder fer una suggestió, informar d’un 
bug o simplement fer una pregunta sobre el funcionament de l’aplicació.El segon ens 
permetrà veure quines impressores tenim actives i inclús introduir-ne una de nova. El 
tercer ens permet introduir diners a la caixa o treure'n, l’últim ens presentarà un informe 
en pdf de l’obertura de caixa actual fins al moment. Per últim al requadre inferior sens fa 
un resum de quants tiquets s’han fet en el dia d'avui així com quan s’ha facturat i quina 
era la mitja de preu del tiquet. Resumeixo molt aquestes funcionalitats perquè no 
intercedeixen amb el nostre projecte i així no fer aquest informe més tediós del necessari 
per el lector.
! Una última vista que important per entendre el funcionament de l’aplicació és el 
menú de configuració. Com hem indicat anteriorment s’hi accedeix a través del menú de 
la vista de caixa. El fi d’aquesta vista és configurar, personalitzar la caixa al comerciant 
que l’usa i accedir a les dades(tiquets i informes) que han quedat registrades durant el 
seu funcionament:
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! Aquesta és un dels tipus de vista que Apple recomana usar en les aplicacions per 
iPad, l’anomena “Split View”. Les “Split View” estan composades de dos vistes, la de 
l’esquerra és un menú d’opcions, en el nostre cas les opcions que ofereix el menú de 
configuració. Cada cop  que cliquem una de les opcions del menú es mostra la vista 
relacionada a la vista dreta de la “Split View”. Clicant el botó situat en la cantonada 
superior l’esquerra “back” podem tornar a la vista de caixer per seguir operant amb la 
caixa.
! En aquest cas veiem que està seleccionada la vista de catàleg que mostra tots els 
productes que el comerciant té al catàleg. Si cliquem sobre algun dels elements del 
catàleg ens permet modificar el producte i si cliquem al botó “+” situat a la cantonada 
superior dreta podrem introduir un nou producte.
! Així com aquest menú intercedirà en el nostre projecte, cap de les opcions hi 
intercediran i no veig necessària explicar en detall cada una de les vistes que es 
presenten accedint-hi. Però crec que per entendre el funcionament general de la caixa és 
recomanable fer-hi una curta introducció:
• En el menú de Sales History trobarem una taula amb  tots els tiquets pagats en aquesta 
caixa. En aquesta taula no trobarem els tiquets en espera ja que no entren en la 
comptabilitat del sistema
• En el menú Cash Openings trobarem una taula amb  totes les obertures de caixa 
registrades per el sistema. Per cada obertura podrem veure un resum en format de 
informe que ja hem mostrat en el punt anterior
• En el menú de Categories & Taxes trobarem i podrem modificar les categories i 
impostos registrats en el sistema. A cada producte se li pot atribuïr un impost (segons el 
tipus de producte podem tenir un IVA diferent) i una categoria. 
• En el menu Settings podrem configurar el nom del comerç i les seves dades fiscals 
perquè apareguin en els tiquets impresos. També podrem introduir la direcció d’e-mail a 
la qual s’enviaran les notificacions relacionades amb la caixa (informes, updates de 
software, ...) i consultar la versió del software
• A la secció Account  podrem veure les dades de la conta amb la qual estem loguejats al 
sistema i un botó per desloguejar-nos. Si no tenim una conta loguejada la caixa no 
funciona
• En el menú Export  podrem crear un informe amb  tots els tiquets compresos entre dos 
dates introduïdes per l’usuari
! Amb aquest últim punt considero que ens hem familiaritzat el suficient amb el 
sistema per poder passar a la següent fase de l'anàlisi que consistirà en observar quines 
són les necessitats de TacTill que aquest projecte ha de satisfer. En el futur tindrem que 
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remodelar alguna part de la interfície de TacTill per poder portar a terme el projecte i 
aquest punt ens servirà de guia per introduir-los.
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2.4 - Requeriments 
! Al principi de la meva estada en l’empresa TacTill vaig estar treballant en petites 
funcionalitats de l’aplicació per familiaritzar-me amb la manera de treballar de l’empresa i 
l’arquitectura general de l’aplicació TacTill. Un dels principals problemes que tenien era 
que molts dels seus clients no tenien una connexió a Internet allà on usaven l’aplicació i 
feia impossible tenir una connexió amb el servidors back-end de tactill on quedaven 
registrades les operacions de les caixes. 
! En molts casos no era un gran problema ja que la aplicació té una base de dades 
autònoma amb la que treballar i regularment el comerciant portava el iPad a casa seva i 
un cop  allà amb connexió a Internet es feia un actualització de les dades amb  el servidor. 
Però hi havia un grup  d’usuaris pels quals comportava un problema: Els comerciants que 
tenien més d’una caixa en el establiment i no tenia les dades sincronitzades entre les dos 
caixes. 
! Per altra banda un dels grups de comerciants en que l’aplicació suscitava més 
interès eren els restauradors. Aquests en la majoria de casos no volien tenir més d’una 
caixa per restaurant però sí els hi interessava poder agafar comandes des de les taules 
dels clients i poder imprimir aquestes comandes a la cuina per comunicar la comanda al 
cuiner.
! Aquests dos problemes tenien un factor en comú, una manera de solucionar-los 
era tenir una manera de comunicar aplicacions de TacTill entre elles. D’aquesta idea va 
néixer el projecte actual i va donar lloc a dos elements: La llibreria de comunicació JRC i 
la aplicació WaiterApp. 
! WaiterApp és l’aplicació destinada a resoldre les necessitats dels restauradors 
explicades anteriorment. Serà una aplicació usada per els cambrers/cambreres d’un 
restaurant per poder crear/consultar comandes i transferir-les a una instància de 
l’aplicació TacTill que haurà estat seleccionada amb anterioritat. Les especificacions de 
WaiterApp estan concretades en el següent punt.
! En aquest punt d’anàlisi la llibreria JRC Remote Call és un protocol destinat a 
estandarditzar les comunicacions entre les aplicacions TacTill. Ha de servir tant per 
solucionar el problema de comunicar WaiterApp  i TacTill com en un futur solucionar el 
problema de les caixes registradores TacTill que han de conviure juntes en un mateix 
comerç sense connexió a Internet (aquesta part no està inclosa en aquest projecte ja que 
excedia el temps del que disposava per la realització del mateix).
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! Pot semblar exagerat proposar un protocol per la solució dels problemes plantejats 
però hi ha dos punts que poden clarificar aquesta denominació: 
• Quant parlem de protocol ens referim a una solució estàndard dins de l’empresa per 
crear connexions entre instàncies d’aplicacions TacTill. No volem reinventar la roda sinó 
triar la roda que més s’ajusta a les nostres necessitats i en cas de no trobar-la ajustar-ne 
una d’existent
• Altres propostes que estan encara en estat “larval” podien agafar profit d’aquest 
protocol, i podia facilitar-ne molt la implementació en un futur que aquest terreny hagués 
estat explorat i ja s’hagués creat una manera de treballar dins l’empresa
! Respecte a l’elecció entre els dos problemes plantejats a l’inici d’aquest punt 
(Restauradors amb cambrers i comerciants amb més d’una caixa en un mateix comerç) es 
va elegir el dels restauradors amb cambrers tant per decisions internes de l’empresa com 
per l’oportunitat que m’oferia crear una nova aplicació sobre plataforma iOS.
! Un cop  decidit el projecte es van celebrar una sèrie de reunions amb l’empresa per 
decidir les necessitats que tenia l’empresa en aquest projecte. Per tal de fer-ne un anàlisi 
les hem dividit en tres apartats: creació de WaiterApp, creació JRCRemoteCall i les 
modificacions necessàries a l’aplicació TacTill. Per cada un d’aquests punts dividirem les 
seves necessitats en requisits funcionals i requisits no funcionals i farem un anàlisi dels 
actors(usuaris del sistema) implicats en aquests casos d’us. 
! Els requisits funcionals son aquells processos que el nostre sistema necessita 
perquè donada una entrada(a través de la interfície o altres) pugui generar la sortida 
esperada. Per definir els requisits funcionals del sistema és habitual utilitzar els casos 
d’us, ja que aquests dos estan directament relacionats. Mitjançant aquesta relació es pot 
treure per cada cas d’us quin és l’esdeveniment i la seva funcionalitat que, en sèrie o en 
cadena, satisfan les necessitats del usuari
! Els requisits no funcionals son una sèrie de qualitats o propietats generals que ha 
de tenir el sistema per realitzar la seva funció. Aquestes qualitats poden ser utilitzades per 
els usuaris per establir el nivell de satisfacció. D’una manera indirecta aquests requisits 
poden estar relacionats amb un cas d’us.
! En cada requisit analitzarem els següents paràmetres:
• Identificador del requisit: Un identificador únic que identificarà el requisit. A través del 
seu prefix es podrà identificar de quin tipus de requisit es tracta: RF- Requisit funcional, 
RNF- Requisit no funcional
• Esdeveniment: Esdeveniment que comença el procés
• Descripció: Descripció del requisit
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• Justificació: Motiu per el qual hem de complir aquest requisit
• Dependència: El requisit pot dependre o requerir altres requisits del sistema
2.4.1 - WaiterApp
! Com hem dit en el punt anterior WaiterApp és la aplicació que usaran els cambrers/
cambreres d’un restaurant per poder agafar comandes. 
2.4.1.1 - Actors
Cambrers/Cambrers - Els usuaris finals de l’aplicació. Aquest actor està familiaritzat amb 
els termes relacionats amb  la restauració però no té perquè tenir coneixements específics 
en el camp de l’enginyeria fora del considerat formació bàsica.
Instàcia TacTill - Una instància de l’aplicació TacTill a la qual ens connectarem per operar 
amb  els tiquets en espera que conté a la seva base de dades i imprimir amb  les 
impressores que té configurades.
Llibreria de connexió JRC - Una llibreria que ens facilitarà la comunicació entre el sistema 
waiterApp i la instància TacTill







Connectar-se a una instància de l’aplicació TacTill
El sistema ha d’establir la connexió amb una instància de 
l’aplicació TacTill per tal d’operar a través d’ella
Per tal de poder operar amb una instància de la caixa TacTill 
necessitarem passar un procés en que aquesta instància 
confirmarà que està disponible per oferir aquest servei i que 










El sistema ha de proporcionar una llista de totes les instàncies 
disponibles a la wifi a la qual està connectat el dispositiu des del 
qual operem
Per tal de poder establir una connexió amb una instància de 
l’aplicació TacTill(RF1), primer haurem de obtenir les dades 







Obtenir tiquets en espera
El sistema ha de crear una petició a la instància de TacTill amb  la 
qual prèviament s’ha establert connexió per tal d’obtenir els tiquets 
en espera (i tota la seva informació relacionada) que aquesta 
instància té a la seva base dades
Els restaurador que usen el sistema TacTill usen els tiquets en 
espera per poder guardar temporalment els tiquets que encara no 









Crear un tiquet en espera
El sistema ha de crear una petició a la instància de l’aplicació 
TacTill a la qual estem connectats per tal d’afegir un tiquet en 
espera a la base de dades d’aquesta instància. En aquesta petició 
hi ha de constar un nom associat al tiquet en espera 
Per tal de crear noves comandes que estiguin disponibles per totes 
les instàncies d’aquest sistema connectades a la instància de 
TacTill a la qual estem connectats, hem de poder crear nous 










Afegir/treure un producte a un tiquet en espera
El sistema ha de crear una petició a la instància de l’aplicació 
TacTill a la qual estem connectats per tal d’afegir/treure un 
producte a un tiquet en espera concret que aquesta instància té a 
la seva base de dades.
Per tal de modificar un tiquet en espera després de rebre la 
comanda d’un client és necessari poder afegir o treure productes 









Establir un descompte per tiquet en espera o per línia d’un tiquet
El sistema ha de crear una petició a la instància de l’aplicació 
TacTill a la qual estem connectats per tal d’establir un descompte 
per a un tiquet en espera concret o per una línia (cada línia del 
tiquet ve representada per un producte i el la quantitat comprada 
d’aquest producte).
Un altre modificació d’un tiquet requerida per l’empresa és que el 









Registrar el pagament d’un tiquet
El sistema ha de crear una petició a la instància de l’aplicació 
TacTill a la qual estem connectats per tal de registrar el pagament 
d’aquest tiquet. Aquesta petició contindrà tota la informació 
recollida durant el procés de pagament
Un cop el client passarà a pagar el tiquet en espera el cambrer 
recollirà en el sistema tota la informació de pagament necessària 
per el sistema TacTill. Aquesta informació és la mateixa reflexada 









Obtenir la llista de impressores
El sistema ha de crear una petició a la instància de l’aplicació 
TacTill a la qual estem connectats per d’obtenir l’informació de 
totes les impressores que aquesta instància té configurades al 
sistema
Per tal de poder establir a quina impressora s’enviarà la impressió 
d’un tiquet en espera necessitem saber quines impressores estan 
disponibles en a l’instància TacTill a la qual estem connectats i 









El sistema ha de crear una petició per tal d’imprimir un tiquet en 
espera amb una impressora, ambdós existents a l’instància TacTill 
a la qual estem connectats. Aquest tiquet podrà ser de dos tipus:
• Comanda - un tiquet en espera
• Tiquet pagat - un tiquet que ja ha registrat un procés de 
pagament
Un cambrer ha d’imprimir un tiquet en espera per dos raons:
• Imprimir una comanda que un client ha realitzat en aquell 
moment per tal de transmetre-la a la gent encarregada de 
preparar-la(cuina, bar, ...)
• Imprimir un tiquet per entregar un justificant de pagament al 
client.
Per aquesta raó necessitem dos tipus d’impressions. Com que 
aquestes funcionalitats ja estan implementades al sistema TacTill, 
nosaltres només haurem de crear una petició al sistema que estem 
connectats per que s’encarregui de diferenciar entre els formats 
d’aquestes dos impressions i, per tant, el recullo en un sol RF.
RF8
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La re-usabilitat del sistema assegura que els mòduls de software o 
classes creades per aquest projecte podran ser usades en altres 
projectes.
Aquest requeriments funcional és molt important per l’empresa. 
Aquesta aplicació és una prova pilot per altres aplicacions que 
poden acabar usant aquest paradigma organitzatiu.
A més si les nostres classes son suficientment re-usables algunes 
podran ser utilitzades tant a waiterApp com a les modificacions 









La seguretat de un sistema assegura que el seu comportament no 
podrà ser canviat per un tercer sense que l’usuari ho sàpiga i sigui 
consentent. També assegura la integritat i privacitat de les dades 
guardades i transmeses.
És molt important per aquest sistema poder assegurar que els 
usuaris estiguin a autoritzats a utilitzar-ho i a obtenir-ne les dades 
relacionades. Per això hem d’assegurar mecanismes que 
asseguraran que terceres persones no autoritzades a participar en 
el funcionament d’aquest software puguin accedir a qualsevol de 









Conjunt d’atributs relacionats amb l’esforç necessari per el seu us, 
i en la valoració individual d’aquest us, per un establert o implicat 
conjunt d’usuaris
Hem de facilitar l’us de WaiterApp per els cambrers/es perqué el 
sistema sigui acceptat per els restauradors. Hi han altres sistemes 
que ofereixen un servei similar al que ofereix aquest, la empresa 
creu que un dels principals factors pel que serà acceptat el sistema 
és per la seva facilitat d’us que permet als cambrers/es centrar-se 
en la seva tasca i no en com s’usa el software.
-
2.4.2 - Update de TacTill
! Una altre part important del projecte són les modificacions i noves funcionalitats 
que haurem de realitzar a la, ja existent, aplicació TacTill per tal de fer funcional el 
sistema. L’aplicació TacTill serà el punt de trobada per totes les instàncies de waiterApp. 
Aquestes modificacions hauran de seguir l’estil de TacTill i hauran de ser realitzades amb 
el vist i plau de l’encarregat del projecte. Implica treball en equip  per prendre les decisions 
necessàries i assegurar el correcte funcionament de l’aplicació després d’aquest projecte. 
Per altra banda l’aplicació TacTill conté dades sensibles i el procés que proposem és molt 
sensible a la seguretat.
2.4.2.1 - Actors
Restaurador/encarregat de caixa - Un restaurant tindrà, típicament, només una instància 
de l’aplicació TacTill funcionant. L’usuari que l’utilitza acostuma a ser el encarregat del 
restaurant o un encarregat de la caixa i és la persona designada per portar un control 
sobre els diners que entren al negoci.
Instàncies WaiterApp - Són les instàncies de l’aplicació WaiterApp connectades al nostre 
sistema per poder efectuar operacions sobre els tiquets en espera.
Llibreria de connexió JRC  - Una llibreria que ens facilitarà la comunicació entre el 
sistema WaiterApp i la instància TacTill.
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L’aplicació TacTill farà public un servei indicant que està disponible 
per noves connexions d’instàncies WaiterApp
A les xarxes configurades amb DHCP per defecte, la direcció IP, 
que usem per identificar una màquina dins d’una xarxa, canvia 
cada cop que connectem el dispositiu a la xarxa. Per tal de que les 
instàncies WaiterApp  puguin tant identificar una instància de la 
nova aplicació que ja coneixen com per poder-ne trobar de noves 
necessitem un protocol que ens permeti publicar l’existència 








Autoritzar/denegar accés al servei
L’aplicació TacTill ha de poder autoritzar/denegar l’accés al servei 
de les instàncies de waiterApp que tindran un identificador únic per 
poder-les diferenciar
L’accés al servei de tiquets en espera que ofereix TacTill no ha de 
poder ser usat per cap  instància WaiterApp que no hagi sigut 
autoritzada amb  anterioritat. Qualsevol comportament que no 









Processar una transacció WaiterApp
L’aplicació TacTill ha de processar l’enviament de transaccions 
provinents de WaiterApp. Les transaccions formen part dels 
requisits funcionals de WaiterApp:
• Crear un tiquet en espera
• Afegir/treure un producte d’un tiquet en espera
• Assignar un descompte a una línia o un tiquet en espera
• Pagar un tiquet en espera
• Imprimir un tiquet
Un cop processada la transacció quedarà registrada en el sistema 
si s’escau.
Un cop  una instància WaiterApp  estigui autoritzada a treballar amb 
el nostre sistema ens enviarà transaccions per a que les 








Compartir el catàleg de productes
L’aplicació TacTill, a petició d’una instància de WaiterApp, 
compartirà el catàleg de productes registrats amb aquesta 
instància.
Per a que una instància WaiterApp pugui operar amb productes 
registrats a l’aplicació TacTill necessitem que aquesta última 
comparteixi el seu catàleg de productes i una identificació única 









Compartir els tiquets en espera
L’aplicació TacTill, a petició d’una instància de WaiterApp, 
compartirà els tiquets en espera registrats amb aquesta instància.
Per a que una instància WaiterApp  pugui operar amb tiquets 
registrats a l’aplicació TacTill necessitem que aquesta última 
comparteixi els seus tiquets en espera i una identificació única per 








Compartir les impressores configurades
L’aplicació TacTill, a petició d’una instància de WaiterApp, 
compartirà les impressores configurades amb aquesta instància.
Per a que una instància WaiterApp  pugui imprimir amb les 
impressores configurades a l’aplicació TacTill necessitem que 
aquesta última comparteixi les impressores configurades a 
l’aplicació i una identificació única per a cada un d’ells
RF1








La re-usabilitat del sistema assegura que els mòduls de software o 
classes creades per aquest projecte podran ser reusades per 
altres projectes.
Així com el RNF1 de WaiterApp, una bona reusabilitat del sistema 










La seguretat de un sistema assegura que el seu comportament no 
podrà ser canviat per un tercer sense que l’usuari ho sàpiga i sigui 
consentent. També assegura la integritat i privacitat de les dades 
guardades i transmeses.
És molt important per aquest sistema poder assegurar que els 
usuaris connectats estiguin a autoritzats a utilitzar-lo i a obtenir-ne 
les dades relacionades. Per això hem d’assegurar mecanismes 
que asseguraran que terceres persones no autoritzades a 
participar en el funcionament d’aquest software puguin accedir a 









Conjunt d’atributs relacionats amb l’esforç necessari per el seu us, 
i en la valoració individual d’aquest us, per un establert o implicat 
conjunt d’usuaris
Aquest punt és diferent al de WaiterApp  ja que en aquest cas ja 
tenim un estil predeterminat per les anteriors versions de TacTill. 
Hem d’assegurar que serem conseqüents en termes d’ús amb 
aquestes versions anteriors proposant els llocs correctes on 
integrar les interfícies necessàries per el seu funcionament, fent-
les fàcilment accessibles a l’usuari i reduint al màxim el temps 










La capacitat d’atendre de forma paral·lela peticions o ordres
Un dels reptes importants de les modificacions de TacTill és 
permetre que totes les instàncies de WaiterApp  treballin de forma 
asíncrona i paral·lela amb els tiquets en espera registrats a 
l’aplicació
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2.4.3 - Llibreria JRC
! La llibreria JRC té la funcionalitat de facilitar la comunicació entre dispositius TacTill 
tant en la publicació del servei com en l’enviament de les transaccions citades en els 
requeriments funcionals anteriors. 
! Les transaccions a enviar han de poder tenir variables d’entrada, com quan 
modifiquem un tiquet on les variables d’entrada podrien ser el tiquet i la modificació, i ha 
de poder tenir variables de retorn, com en el cas en que una instància WaiterApp demana 
el catàleg de productes a una instància TacTill.
! Si aquestes funcionalitats no estan directament integrades al codi i en fem els 
requeriments a part en una llibreria és perquè no volem que el seu ús es restringeixi a 
aquest projecte, ni tant sols a les aplicacions de l’empresa TacTill, sinó que volem que 
sigui una llibreria en codi obert que es pugui usar per a qualsevol projecte que la necessiti 
de forma gratuïta. 
! Tenir una llibreria en codi obert pot ser un gran avantatge, farà possible que un 
futur altres enginyers participin del projecte, provant-lo, millorant-lo i aportant idees que en 
millorin el seu funcionament i facilitin el seu us. L’única preocupació de l’empresa és que 
l’estudi d’aquest codi per part de un tercer no faciliti l’us maliciós d’alguna de les 
aplicacions de l’empresa TacTill. Aquesta és una de les raons per el qual el sistema 
d’identificació no està integrat a la llibreria, sinó que la llibreria només en facilitarà els 
processos necessaris per poder-lo implementar.
2.4.3.1 - Actors
Usuari de la llibreria - L’únic actor de la llibreria és el programador que en farà us del seu 
projecte. És un coneixedor del llenguatge amb el qual s’utilitza la llibreria però no un 
programador expert.
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El programador configurarà un servei i el publicarà. El servei tindrà 
un identificador que el farà només visible per aquelles instàncies 
d’aplicació que busquin un servei amb el mateix identificador. El 
protocol específic a utilitzar serà seleccionat per l’usuari entre els 
implementats o podrà implementar el seu propi.
Si la llibreria ha de servir per facilitar la connexió i transferència de 
dades és fàcil que també es necessiti la possibilitat de publicar 
serveis amb qui fer aquests intercanvis. 
Com que no volem que la llibreria s’usi en un context concret 
(xarxes WiFi, bluetooth, a través de un servidor a internet, ...) no 
volem limitar la implementació de la publicació del servei a un 
protocol sinó implementar-ne un per defecte i permetre al 
programador que estengui les funcionalitats de la llibreria amb 









El programador configurarà una busca de serveis i l’executarà. La 
busca tindrà un identificador que farà visibles només aquells 
serveis publicats amb el mateix. El protocol específic a utilitzar 
serà seleccionat per l’usuari entre els implementats o podrà 
implementar el seu propi.
Si la llibreria ha de servir per facilitar la connexió i transferència de 
dades és fàcil que també es necessiti la possibilitat de buscar 
serveis amb qui fer aquests intercanvis. 
Com que no volem que la llibreria s’usi en un context concret 
(xarxes WiFi, bluetooth, a través de un servidor a internet, ...) no 
volem limitar la implementació de la busca de serveis a un protocol 
sinó implementar-ne un per defecte i permetre al programador que 










Connectar amb un dispositiu
S’establirà una connexió amb un altre dispositiu mitjançant el 
protocol facilitat. 
El primer pas en tot intercanvi amb un servei serà connectar a un 
servei. Aquest procés té dos punts d’inici diferents, el primer que el 
programador doni un identificador del dispositiu i inicii la connexió 
o que es rebi una petició de connexió d’un altre dispositiu.
Com que no volem que la llibreria s’usi en un context concret 
(xarxes WiFi, bluetooth, a través de un servidor a internet, ...) no 
volem limitar la implementació de la connexió a un dispositiu sinó 
implementar-ne un per defecte i permetre al programador que 









Enviar una crida remota
Enviar una crida remota a un dispositiu al qual estigui connectat 
aquest sistema a través del RF3. La crida remota tindrà un 
identificador de funció, paràmetres i, de manera opcional, un valor 
de retorn
Un cop connectats a un dispositiu ens interessa poder fer 
transferències de dades en un format concret amb ell. En forma de 
crides remotes. L’objectiu d’una crida remota és adaptar el 
comportament d’una crida dins del codi local de una aplicació però 
a un dispositiu remot al qual estiguem connectats. 
En el cas de WaiterApp les crides remotes poden ser les 
transaccions a les quals ens hem referit.
Això facilitarà al programador tot el procés de parsing de dades, us 
de protocols per comunicar-les entre dispositius i tot el codi 
necessari per anar a cridar a la funció encarregada de processar 









Crear una funció remota
Definir per un identificador de funció quin codi s’ha d’executar en 
cas de rebre una crida remota amb aquell identificador de funció
Quan rebem una crida remota d’un dispositiu volem saber quina 
funció hem d’executar per aquella crida. Això es decidirà en funció 
de l’identificador de la funció de la crida. Així doncs, prèviament o 
durant la connexió a altres dispositius, el sistema que usi aquesta 









Processar una crida i enviar un retorn
A la recepció d’una crida executar el codi configurat a través de 
RF5, recollir el valor de retorn si existeix, generar un missatge de 
retorn i enviar-lo al dispositiu que havia enviat la crida
Per a que el sistema funcioni ha de poder rebre crides i executar el 
codi necessari per resoldre-la. Després retornarem un missatge al 








Filtrar les crides rebudes
Al rebre una crida el sistema ha de ser capaç de descartar-la o 
acceptar-la en funció dels criteris del programador.
Aquests funcionalitat permetrà al programador implementar la 
seguretat del sistema. Podrà escollir si una crida pot executar codi 
en el seu sistema. Serà responsabilitat del programador pensar en 
un sistema per identificar les crides autoritzades a ser processades
RF3
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La reusabilitat del sistema assegura que els mòduls de software o 
classes creades per aquest projecte podran ser reusades per 
altres projectes.
En aquest projecte haurem de implementar els elements 
necessaris per la connexió, publicació de serveis, busca de 
diversos protocols. Podria ser molt útil en cas de voler-los utilitzar 
fora del context de les crides RPC  i simplement com a capa de 









La seguretat de un sistema assegura que el seu comportament no 
podrà ser canviat per un tercer sense que l’usuari ho sàpiga i sigui 
consentent. També assegura la integritat i privacitat de les dades 
guardades i transmeses.
Aquest és un requisit no funcional compartit amb el sistema que 
usi la llibreria. Si bé la llibreria no implementa protocols de 
seguretat ha de ser extensible perquè es puguin implementar 








Conjunt d’atributs relacionats amb l’esforç necessari per el seu us, 
i en la valoració individual d’aquest us, per un establert o implicat 
conjunt d’usuaris
Aquesta llibreria serà en codi obert i el nostre objectiu és que sigui 
usable per un gran ventall de programadors. Per això els 











La capacitat d’ampliar les funcionalitats dels sistema sense la 
necessitat de modificar-lo
Aquesta llibreria marca una manera de treballar en la connexió de 
dispositius però com hem comentat més d’un cop  no vol limitar la 
seva utilització a un nombre limitat de protocols, eines de parseig o 
altres implementacions incloses dins la llibreria. Volem que un 
usuari de la llibreria pugui crear les seves pròpies implementacions 
sense necessitat de modificar les classes ja existents de la llibreria 
i per tant necessitem que el seu disseny sigui extensible.
Per altra banda també volem poder incloure en un futur les noves 
idees dels usuaris que participin en el projecte, permetent-els-hi 









La capacitat de assegurar la correctesa d’un sistema
Siguen una llibreria en la que a llarg termini han de participar més 
d’un programador i ha de ser usada en molts sistemes, necessitem 
establir maneres d’assegurar la correctesa del codi a través de 
tests, que haurien de poder realitzar-se de forma senzilla
-
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2.5 - Diagrama de casos d’ús
Resultant del anàlisis de requeriments obtenim els diagrames de casos d’ús que 
conformen les necessitats de l’empresa en el projecte:
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2.6 - Organització del projecte
! A la empresa TacTill s’utilitzen metodologies de programació àgils, en concret 
utilitzen molt processos de la metodologia Scrum.
! Scrum és un Framework que defineix una sèrie de processos per facilitar la gestió 
del projecte. En aquesta metodologia desapareix el paper del project mànager, donant lloc 
a un altre paper diferent: L’Scrum Master. L’Scrum Master és l’encarregat de que els 
processos del Framework es portin a terme de la manera correcta.
! En aquesta metodologia es divideix el software a implementar en requisits mínims 
útils anomenats històries, en el nostre cas serveixen els casos d’ús, que es recullen en un 
arxiu anomenat Backlog. El Backlog està ordenat per prioritats segons les necessitats del 
Product Owner. El Product Owner és el propietari final del sistema, en el nostre cas 
TacTill.
! El procés de desenvolupament es divideix en Sprints que són iteracions del 
desenvolupament en que s’implementen històries del backlog. Aquests Sprints tenen una 
durada fixe. Abans de cada Sprint es fa una reunió per planejar l’Sprint del qual sorgeix un 
Sprint backlog que és un recull de totes les històries a desenvolupar durant l’Sprint. 
Durant l’Sprint es realitza cada matí una petita reunió de 5 minuts amb tots els membres 
de l’equip per comentar en quin punt estant de les seves tasques assignades, amb quins 
problemes s’han trobat i quan conten tenir la tasca assignada acabada.
! Al final de cada Sprint es fa una reunió per revisar la feina feta durant l’Sprint i 
avaluar-la. En funció dels resultats d’aquesta reunió el backlog pot ser modificat. 
! Una de les avantatges d’aquest framework és que durant l’Sprint el product owner 
no pot fer cap modificació sobre el que s’ha pactat en el planing de l’scrum. Això evita els 
constants canvis d’opinió del propietari del software, deixant espais dins del procés on ell 
pot canviar el rumb del projecte.
! Així com en aquest projecte no necessitem figures com el de l’Scrum Master o 
seguir tots els processos del Framework n’hi ha alguns que adoptarem: 
• Dividirem les iteracions de programació en sprints de 14 dies
• Els Products Owner del projecte seran els socis de TacTill
• El nostre product backlog seran tots els requeriments expressats en el punt 2.4 d’aquest 
document. Abans de cada inici d’un Sprint es farà un meeting per planificar l’Sprint i 
crear un Sprint Backlog
• Al final de cada Sprint es farà una reunió per analitzar i avaluar amb els Product Owners 
els resultats de l’Sprint
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• La empresa TacTill ja realitza una reunió daily scrum cada matí amb  tots els membres 
de l’empresa (TacTill és una empresa petita i tot l’equip  el conformen 6 persones). Jo 
m’afegiré a aquesta reunió per poder comentar on n’estic dels meus objectius del dia i 
amb quins problemes em trobo.
! Els resultats de la planificació usada es podran veure en el punt 6 d’aquest 
document.
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2.7 - Tecnologies a usar
! Un altre dels requeriments d’aquest projecte és la plataforma que haurem d’usar 
per portar-lo a terme: iOS
! iOS és el sistema operatiu que usen tots els dispositius “smartphones” i “tablets de 
apple”. TacTill té clar que WaiterApp ha d’estar programada amb compatibilitat per iPhone 
i iPod touch. Aquest requeriment fa que només tinguem una opció per desenvolupar 
WaiterApp: usar el SDK que proporciona Apple per programar per aquests dispositius.
! Aquest framework està desenvolupat en Objective-c. Objective-C és una extensió 
del llenguatge C  que ofereix un llenguatge dinàmic amb Orientació a objectes. Diem que 
Obj-c és dinàmic perquè la declaració de les funcions dels objectes poden ser modificats 
en temps d’execució, es a dir, després d’haver compilat i mentre el nostre sistema 
funciona podem declarar noves funcions o eliminar-la. També té reflexivitat, el qual 
significa que els objectes contenen la informació de la classe a la que pertanyen. A més 
en la última versió de Obj-c han integrat ARC(Automatic referencing counting) que ens 
serveix per no haber de preocupar-nos per eliminar els objectes als qua ja no apuntem 
(No confondre amb garbage colector).
! Un anàlisi més profund de les funcionalitats esmentades anteriorment que cregui 
útils o interessants per aquest document estaran explicades al punt d’implementació. Amb 
aquesta petita introducció apuntar que és un llenguatge modern, molt pràctic d’utilitzar i 
que ens dona facilitats de disseny i d’implementació.
! Respecte al SDK de Apple és complert i molt ben documentat. Tota la informació 
necessària per implementar en aquesta plataforma es pot trobar a internet junt amb  una 
gran quantitat de fòrums de pregunta resposta per solucionar tots els dubtes que ens 
puguin sorgir.
! Respecte al protocol a usar per comunicar entre dispositius TacTill requeria que es 




! En aquesta secció estudiarem el procés de disseny de la solució al problema 
plantejat a l’etapa d’anàlisi. TacTill és una empresa que desenvolupa un producte del que 
és propietària, el que significa que haurà de conviure amb aquest producte durant, 
probablement, la seva existència. Així doncs, té una especial rellevància per ells que el 
codi sigui de fàcil manteniment, escalabilitat  i testeig així com que s’integri fàcilment amb 
la sol·lució actual.
! A més volem que el codi de la llibreria de comunicació sigui codi obert i que altres 
desenvolupadors del mon l’usin i el puguin modificar i millorar. Si el milloren i volem 
integrar els seus canvis és poc pràctic demanar a la resta de usuaris del framework que 
s’adaptin a les modificacions si aquest procés comporta molt treball. Perquè això no passi 
necessitem un disseny clar, entenedor i que per modificar-lo no comporti un canvi en les 
interfícies. 
! Si bé el procés de disseny és imprescindible i molt important en tots els projectes, 
les raons anteriors aconsellen que hi dediquem un interès encara més especial per assolir 
els nostres objectius.
! Així doncs,  part per part d’aquest projecte, estudiarem les millors alternatives tant 
en disseny de classes com en el protocol de transmissió de dades i escollirem la millor per 
entrar en el procés d’implementació amb una visió clara de com sol·lucionar el problema.
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3.1 - Patrons generals
! Vist que aquest projecte implica tres sistemes diferents en un sol sistema 
( WaiterApp, l’app  TacTill i el framework JRC) aquest punt ens servirà per assentar les 
bases que tots tres han de compartir i fer una petita introducció teòrica als conceptes 
tècnics més importants del projecte.
3.1.1 - Arquitectura del sistema TacTill
! Una de les primeres decisions a prendre és quin model arquitectònic seguirà la 
nostra xarxa. Un model arquitectònic de xarxa defineix com es relacionen els dispositius 
connectats a un sistema. Entre els models a tenir en compte tenim el model peer-to-peer i 
el model client servidor.
! El model client servidor és un model creat per el Xerox PARC  al llarg dels anys 90. 
El Email, el World Wide Web o el protocol d’impressió a través de la xarxa apliquen 
aquest model de comunicació. El protocol assigna dos rols diferents: El client i el servidor. 
Un servidor és un dispositiu que ofereix un servei; un client és un dispositiu que inicia una 
comunicació amb el servidor amb l’objectiu d’usar aquest servei. Aquest model crea una 
jerarquia en forma d’estrella.
! En cas de necessitar tenir els recursos 
centralitzats el sistema és molt útil. Permet tenir la 
lògica del sistema centralitzada i, separant els rols 
de servidor i client, mantenir les dades i processos 
aïllats de la resta d’usuaris del sistema, aquest 
últim punt ens pot oferir seguretat i privacitat i fent 
només fer públiques als clients o a un client 
concret els resultats dels processos i recursos 
necessaris per el seu ús. 
! Com a desavantatge el servidor es pot 
convertir en un coll d’ampolla. Tots els clients 
necessiten del servidor per poder funcionar. Així 
doncs si un client falla la resta de clients poden 
fent us dels recursos del sistema, però si el 
servidor falla, tots els clients es queden sense 
servei. Aquest problema de “Reliability”(Fiabilitat) s’anomena “Single point failure” (fallada 
degut a un sol punt).
! El model Peer To Peer(P2P) és un model popularitzat per sistemes com napster o 
IRC. En aquest model s’elimina la diferenciació entre els rols del dispositiu de la xarxa 
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creant un sistema on la lògica i recursos està distribuïda. Tot dispositiu pot actuar com a 
client o servidor a ulls d’un altre dispositiu de la xarxa.
! Al distribuir les responsabilitats del sistema 
aquest es fa més fiable ja que la caiguda d’un sol 
dispositiu no comporta la caiguda de tot el sistema. 
S’elimina el coll d’ampolla que crea el model client-
servidor fent possible l’augment d’ampla de banda 
disponible en el servei ja que no es limita només al 
del servidor sinó al de tots els clients, raó per la 
qual ha sigut tant usat en sistemes de compartició 
d’arxius com Napster o que empreses com Skype 
l’usin per reduir el seu ample de banda necessari 
per comunicar els seus usuaris.
! Aquest model, tot i que molt útil per 
augmentar els recursos dels que disposa, és més 
propens a funcionar inadequadament. En un model 
client servidor, si el servidor està disponible, és 
molt més fàcil assegurar que els recursos compartits amb el client en qualsevol de les 
seves peticions és correcte, ja que totes les dades i processos necessaris per donar una 
resposta vàlida estan centralitzats en el servidor. En un model distribuït en P2P els 
recursos estan distribuïts, quan fem una petició a un altre dispositiu és possible que ell no 
tingui la informació necessària per satisfer-la el qual pot necessitar un gran esforç per 
reunir-la, ja que està distribuïda per el sistema, o donar una resposta errònia. Per altra 
banda es fa complicat assegurar que la lògica continguda per un dels clients no ha estat 
modificada o funciona de forma incorrecta que li fem una petició. Aquestes raons fan el 
sistema més insegur.
! De la etapa d’anàlisi podem obtenir que TacTill necessita un model de xarxa que 
s’adapti a les necessitats i característiques actuals del sistema:
• L’aplicació TacTill, instal·lada en un iPad, en aquest moment conté les dades del usuari 
de l’aplicació, tant tiquets com productes, i la lògica de funcionament d’un establiment 
comercial. 
• Volen crear una aplicació anomenada WaiterApp capaç de recollir les dades de 
productes i tiquets en espera i operar amb ells. El resultat d’aquestes operacions hauran 
d’estar disponibles a tots els dispositius del sistema (tant instàncies de WaiterApp com 
TacTill)
• Els dispositius tindran accés a una xarxa sense fils WIFI però no podem assegurar que 
disposin d’una connexió a internet.
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• L’accés al sistema estarà limitat a través d’un sistema de “login”. La gestió de quins 
dispositius tindran permès el seu accés al sistema es farà des de l’aplicació TacTill
• Es vol que el sistema sigui funcional en xarxes de 10 dispositius o menys. Aquest 
requisit ve donat per l’empresa després de un estudi sobre les necessitats del seu client.
• Per raons de seguretat volem que les instàncies de WaiterApp  disposin únicament de 
les dades relacionades amb tiquets en espera i els productes disponibles i no de la resta 
de tiquets facturats o altres dades sensibles del comerç.
• El dispositiu amb  la instància de TacTill, a excepció de fallada, estarà disponible durant 
tot el funcionament del sistema. Les instàncies de WaiterApp  tindran una disponibilitat 
que podria ser irregular.
! Per tant els dispositius que participaran del nostre sistema tindran dos figures 
diferenciades: 
• TacTill tindrà tots els recursos del sistema com fins ara. Ha de poder seguir funcionant 
de manera independent. Actualment té implementat tota la lògica necessària per poder 
operar amb tiquets i la informació de quins dispositius poden usar el servei o no.
• WaiterApp ha d’operar amb els tiquets que estiguin en espera i la informació necessària 
per aquesta tasca. Vol obtenir dades actualitzades de l’estat d’un tiquet en espera i 
compartir les operacions que hi realitza. Tindrà limitat el seu accés al servei en funció de 
TacTill i només disponibilitat a les dades necessàries per realitzar la seva tasca.
! La diferenciació entre aquestes figures i les seves característiques ens porten a 
pensar en un model client-servidor on TacTill seria el servidor i waiterApp  el client. Sota 
aquesta premissa TacTill oferiria a WaiterApp un servei on pogués recuperar les dades de 
productes i tiquets en espera i enviar les operacions que realitza sobre els tiquets. Només 
hi podria haver una instància de TacTill al sistema la qual s’encarregaria de verificar que 
els dispositius només tinguin accés al servei si està permès. Així doncs podem dir que 
WaiterApp només seria una interfície per visualitzar informació de la caixa TacTill a la qual 
està connectada i enviar operacions del seu usuari. 
! Per tant suposant que usem un model client-servidor l’única limitació que sens 
planteja és que només podríem tenir una única instància de l’app TacTill, si en volguéssim 
tenir més d’una una d’elles hauria de funcionar com a client, agafant el rol de interfície. A 
part d’això els models presenta els problemes de tot model client-servidor, si s’interromp el 
funcionament del dispositiu on s’executa l’aplicació TacTill el sistema deixarà de funcionar. 
Per altra banda El dispositiu que funcioni com a servidor podria ser un coll d’ampolla pel 
funcionament del sistema, però sabem que la xarxa serà petita i de moment no hi haurà 
perill de que això passi.
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! Si fem el suposat d’usar una xarxa P2P ens trobarem amb una sèrie de barreres 
difícilment franquejables degut a les necessitats de l’empresa. Tot i que el sistema és 
distribuït tenim dos figures diferents, TacTill i WaiterApp. Sabem que TacTill serà el 
dispositiu que decidirà si un accés està permès. Sota aquesta premissa tots els dispositius 
haurien d’autentificar-se a TacTill, trencant el model. Una opció alternativa serà que un 
cop  un dispositiu s’autentifica se li envia una llista dels dispositius permesos a la xarxa, 
convertint-lo en unitat certificadora més. El problema és que això implica compartir amb 
instàncies de WaiterApp informació sensible per el comerciant i trencar una de les 
especificacions de l’empresa. 
! Per altra banda sabem que la disponibilitat de les instàncies de WaiterApp  és 
irregular, al final del dia necessitarem totes les dades recollides per al sistema 
centralitzades a la instància de TacTill. Si els resultats de les operacions estan distribuïdes 
per el sistema, serà complicat assegurar que totes les dades han acabat propagant-se a 
la nostra instància de TacTill. Per saber l’estat actual de tots els tiquets del sistema 
hauríem de preguntar a totes als dispositius connectats al sistema.
! Aquest últim model ens podria portar com a avantatge una gran facilitat de 
creixement i que el sistema segueixi funcionant en cas de que una de les seves instàncies 
deixin d’estar disponibles, però podria comportar molts problemes en assegurar la seva 
correctesa.
! La conclusió en els sistemes peer to peer és que es podrien usar parcialment en el 
sistema per propagar les dades referents als productes i tiquets en espera per tots els 
dispositius però pel que fa l’identificació i el procés de les operacions realitzades sobre els 
tiquets en espera volem que continuïn estant centralitzats. Aquesta solució té com a 
avantatge reduir la carga de TacTill, però tinguen en compte que el nostre sistema està 
format per un màxim de 10 dispositius, no sembla que aquest risc sigui probable. Podem 
guardar la solució com un pla de mitigació si el nostre supòsit no fos cert però no sembla 
una opció justificada per el nostre problema.
Aquest petit anàlisi ens fa pensar que la opció més apropiada per solucionar el nostre 
problema és el model client-servidor explicat anteriorment.
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3.1.2 - Patró transacció
! El patró transacció és un patró de disseny per orientació a objectes definit en el 
llibre “Design patterns. Elements of Reusable Object-Oriented Software”, un llibre 
essencial per solucionar problemes comuns en el disseny de classes. També anomenat 
patró comanda o acció s’usa per encapsular una operació en un objecte.
! Una operació és un objecte que té associat 
un mètode d’execució, paràmetres d’entrada i que 
pot generar un resultat quan s’executa el seu 
mètode d’execució.
! En algunes ocasions és necessari que un 
objecte envii una demanda a un receptor(receiver) i 
permetre que el receptor executi aquesta comanda 
sense saber-ne res del que l’ha enviat o la mateixa 
comanda a executar. El patró transacció es va crear 
per solucionar aquestes situacions.
! Nosaltres ens inspirarem en aquest patró per solucionar un dels problemes que ens 
imposa la especificació de l’empresa: la concurrència. Durant el funcionament del sistema 
podem tenir situacions en que dos instàncies de WaiterApp  modifiquin el mateix tiquet 
com quan hi ha més d’un cambrer atent a la mateixa taula i per tant modifica el mateix 
tiquet. Un problema de concurrència sorgeix quan més d’un dispositiu pot usar un mateix 
recurs a la vegada. En aquest cas el recurs és el tiquet i els dispositius instàncies de 
WaiterApp. En el següent diagrama mostrem una situació en el que sorgeix un problema 
de concurrència:
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! Tenim una instància de TacTill (representada amb un rectangle verd) que conté un 
tiquet en espera anomenat tiquet 1(representat en requadre blanc). Dos instàncies de 
WaiterApp(representades amb rectangles de color vermell i blau), demanen a la instància 
TacTill el tiquet 1 i el modifiquen concurrentment. El problema ve quan hem d’actualitzar el 
tiquet al servidor. Si simplement reemplacem el tiquet que hi ha a la instància TacTill pel 
tiquet que envia la instància WaiterApp, les operacions realitzades per el dispositiu que 
envii els seus resultats abans quedarà sobreescrit per l’altre instància de WaiterApp:
Tenim dos solucions per aquest problema:
• Que quan un tiquet sigui usat per una de les instàncies de WaiterApp quedi bloquejat a 
la resta d’instàncies fins que s’actualitzi. Aquesta solució no satisfà l’empresa TacTill ja 
que un dels requeriments és que un tiquet pugui ser modificat per més d’un cambrer a la 
vegada
• Les instàncies WaiterApp no poden actualitzar el tiquet sinó realitzar-hi operacions 
independents. Aquestes operacions seran encapsulades en peticions que s’enviaran a la 
instància de TacTill que les processarà i modificarà el tiquet en conseqüència
! L’última opció proposada soluciona els nostres problemes sense tenir que 
renunciar a la concurrència en l’us dels tiquets. Observem com es comporta amb el 
problema anterior:
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! Com veiem el resultat final és el desitjat. Aquesta solució està inspirada en el patró 
que dona títol a aquest punt. Cada una de les operacions que realitzi una de les 
instàncies de WaiterApp  quedarà encapsulada en un objecte que es transmetrà a TacTill. 
S’usarà aquest objecte per realitzar una operació semblant al servidor i així reflectir els 
canvis realitzats al tiquet. Amb aquesta pràctica solucionem el problema de la 
concurrència 
58
3.1.3 - Remote Procedure Calls
! Una Remote Procedure Call(RPC) és un procés de comunicació que permet a un 
sistema causar l’execució d’una subrutina o procediment en un altre dispositiu. El 
concepte apareix en els primers documents de ARPA net en els anys 80 i en un dels seus 
primers usos comercials ser implementat per Xerox l’any  1981 en el seu sistema 
“Courier”.
! L’objectiu d’aquest procés de comunicació és facilitar al màxim la crida a una 
subrutina d’un altre dispositiu i fer que s’assembli al màxim a una crida al codi local. Tot i 
que hi ha molts protocols que implementen aquest procés de comunicació la majoria 
segueix aquest procediment:
• El client usa un “stub” com a representant de el servidor al que fa la crida. Se li fa una 
crida convencional fent push dels paràmetres de la crida.
• El stub empaqueta els paràmetres en un missatge i fa una crida de sistema per enviar el 
missatge. El procés d’empaquetament dels paràmetres es diu marshalling
• El sistema del client envia el missatge al receptor que ha d’executar la crida
• El sistema del receptor rep la crida i l’envia al stub  del receptor. Un representant del 
client al servidor
• L’stub  del receptor desempaqueta els paràmetres. Aquest procés s’anomena 
unmarshalling.
• Finalment l’stub  del receptor realitza la crida a la subrutina. Per enviar la resposta es 
segueix el mateix procés de forma inversa.
! La gran avantatge procés de crida és que és transparent al programador. Aplicant 
patrons d’orientació a objectes com per exemple el proxy(El proxy és un patró on un 
objecta representa un recurs extern i simula un comportament local, molt semblant al 
concepte de l’stub), podem aconseguir un comportament molt apropat de la crida a una 
funció executada localment. Hi han tres problemes que qualsevol protocol RPC ha de 
solucionar:
• A diferència d’una crida local, una crida a un servidor remot és asíncrona, un cop hem 
enviat la crida al receptor haurem d’esperar a rebre una resposta, o continuar l’execució 
del nostre sistema i interrompre-la quan reben una resposta.
• Problemes en la xarxa poden provocar que la nostra crida no arribi al servidor (no està 
disponible), en el qual cas hem d’establir un protocol que mitigui aquesta situació o bé 
tornant a enviar la petició o bé retornant un missatge d’error al origen de la crida.
• De la mateixa manera problemes en la xarxa poden causar que la crida s’envii més d’un 
cop. Aquest no és un problema si la crida és Idempotent(cridar-la més d’un cop no té 
efectes diferents que cridar-la més d’un cop), però en cas que no compleixi aquesta 
condició hem de trobar una manera de que es cridin únicament un cop.
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! Inspirat en aquest sistema de comunicació podem treure altres avantatges amb  
petites modificacions i adaptacions:
• Podem donar la possibilitat al servidor de fer un mapeig en temps d’execució de les 
crides remotes que li arriben amb la instància i el mètode que s’ha d’executar. D’aquesta 
manera, segons l’estat del sistema receptor de la crida podem canviar el seu 
comportament de manera transparent al client.
• Continuant amb el punt anterior, podem usar mètodes per executar les crides sense 
necessitat de fer el model depenent de la capa de comunicació i per tant fer el nostre 
codi reusable.
• Podem facilitar al receptor de les crides el filtratge de les crides previ al seu 
processament. Aquesta feature ens permetrà afegir un protocol de seguretat al nostre 
sistema sense la necessitat de modificar el codi de les crides
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3.1.4 - La llibreria JRCRemoteCall
! Una de les parts interessants del projecte era com solucionar el problema de la 
comunicació entre dispositius. En aquest cas era la comunicació entre les instàncies de 
WaiterApp i TacTill però l’empresa buscava una solució que es pogués adaptar als seus 
altres projectes.
! Degut a que la solució havia de ser usada en varis projectes i havia de ser fàcil 
d’integrar una bona solució era empaquetar-lo dins d’una llibreria. Una llibreria és un 
conjunt de codi amb una interfície definida que permet la seva utilització. 
! El primer pas va ser fer una busca de les llibreries implementades que podien 
solucionar el nostre problema escrita en objective-c. Existeixen llibreries que implementen 
clients per a protocols com el REST(Protocol que haurem pogut adaptar per a satisfer les 
nostres necessitats), però no llibreries que implementessin la part del servidor. Si bé 
actualment els dispositius mòbils s’usen sovint com a clients de serveis a la xarxa, degut a 
que disposen d’accés a internet des de qualsevol punt, són dispositius poc usats com a 
servidor. Un servidor ha d’estar disponible la màxima fracció de temps possible i disposar 
d’energia i recursos necessaris per acceptar un gran volum d’entrades. No era el nostre 
cas, nosaltres volíem crear petites xarxes i els clients de TacTill ja usaven l’iPad durant 
tota la jornada laboral sense interrompre’n el funcionament. 
! La única llibreria que vam trobar que ens oferís una solució parcial a les nostres 
necessitats era una part de la llibreria GameKit inclosa en el SDK de Apple per programar 
per iOS. La llibreria GameKit són un seguit de interfícies en objective-c i les seves 
implementacions per resoldre problemes relacionats amb el joc. Inclou features com la 
interfície per comunicar-se amb  el centre de joc social de Apple, vistes preparades per 
funcionar amb OpenGL, ... 
! Entre elles hi havia una sèrie de classes que servien per crear xarxes de 
dispositius, oferia mètodes per crear serveis, buscar-los, connectar-se a una xarxa, 
desconnectar-se... No soluciona el problema de com processar les crides però sí un 
sistema per enviar-les un cop processades. Tot i així després de provar la llibreria i les 
seves funcionalitats donava una alta tassa de fallades en la reconnexió i gestió de la 
connexió i es va descartar per el seu us en la capa de comunicació de la llibreria.
! Pel que fa els protocols de busca i publicació de serveis Apple té implementat a la 
seva llibreria el protocol Bonjour. Bonjour compleix amb totes les nostres necessitats pel 
que fa aquesta tasca. La interfície per utilitzar-lo està ben documentada i és fàcil d’usar. 
Després de unes proves basats en exemples que Apple proposa per adaptar-se al seu 
funcionament vam comprovar que complia amb les nostres necessitats
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! Un cop fet aquest estudi vam reduir les solucions a dos alternatives:
• Usar un ordinador comú com a servidor e instal·lar-hi un sistema REST o altre protocol 
de servidor implementat per aquesta plataforma i que s’adaptés a les nostres 
necessitats. El servidor estaria instal·lat en el comerç per no necessitar accés a internet 
per usar el nostre sistema
• Crear una llibreria que implementés un protocol per resoldre els nostres problemes i que 
fos compatible amb sistemes iOS, tant el servidor com el client i utilitzar Bonjour per 
implementar la busca i publicació dels serveis.
! La primera opció va ser descartada per l’empresa. Consideraven que la compra, 
instal·lació i configuració d’un ordinador que fes la funció de servidor era massa cara i feia 
el seu producte menys competitiu. També hauria suposat més canvis que la segona opció 
a l’aplicació TacTill.
! La segona opció donava la seguretat que la solució s’adaptaria a les necessitats 
del projecte i la empresa tenia confiança que es podia dur a terme. Suposaria invertir més 
temps en la creació del framework però esperaven vèure-la recompensada al ser reusat 
en altres projectes. 
! De tot aquest procés va sorgir el crear una llibreria que satisfés les necessitats de 
l’empresa TacTill pel que fa la comunicació entre les seves aplicacions, el seu nom 
JRCRemoteCall. 
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3.2 - Disseny de JRCRemoteCall
! Aquesta secció del projecte defineix i justifica el disseny a implementar de la 
llibreria JRCRemoteCall. En aquest punt definirem dos processos de disseny diferents: El 
disseny dels protocols i el disseny de la llibreria.
! El disseny dels protocols definirà les directives comuns que han de complir 
qualsevol implementació dels protocols de publicació/busca i comunicació entre 
dispositius, és a dir, quin format hauran de tenir els missatges que s'enviïn a través 
d’aquest protocol, quina informació hauran de contenir i els comportaments esperats per 
cada una de les parts implicades en el protocol.
! El disseny de la llibreria que implementa el protocol defineix el diagrama de 
classes, les seves interfícies i les interaccions entre les mateixes per implementar el 
protocol definit en el punt de disseny del protocol.
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3.2.1 - Disseny del protocol
! Hi han dos protocols diferents implicats en l’us de la llibreria: El de publicació/busca 
del servei i el que permetrà realitzar la comunicació entre dispositius als quals ja estem 
connectats.
! El protocol de publicació/busca ens ha de permetre publicar un servei a una xarxa. 
Un servei són les dades de un recurs que ofereix un servidor a la xarxa, entre aquestes 
dades s’especifica quin protocol segueix el servei, la seva direcció IP i el port en que està 
publicat i altres dades com el nom que l’identifica. El protocol també ha de permetre als 
clients connectats a la xarxa fer una busca d’aquests serveis per obtenir-ne les dades.
! El  protocol de comunicació entre els dispositius ens ha de permetre satisfer les 
necessitats de TacTill en aquest aspecte, es a dir, poder obtenir dades del servidor i 
enviar-hi transaccions que es processin i ens puguin retornar un resultat.
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3.2.2 - Protocol de publicació/busca
! Com ja hem comentat en el punt anterior el protocol que usarem per implementar la 
busca i publicació de serveis és Bonjour. Bonjour és un protocol obert creat per Apple 
publicat l’any 2002. L’objectiu del protocol és facilitar compartir serveis sense configuració 
(zero-configuration networking) a través d’IP. 
! Anys enrere els serveis els oferien servidors, ordinadors especialment dedicats i 
configurats per a compartir recursos de manera centralitzada i amb  una direcció coneguda 
per tots els usuaris. Actualment és freqüent que qualsevol persona a través del seu 
ordinador personal creï un servei per compartir arxius, una impressora, o qualsevol altre 
recurs del que disposi. També es dona que els protocols usats a les xarxes internes poden 
ser variats, si ve el IP és el més estès n’hi han d’altres funcionant com el AppleTalk.
! La necessitat dels usuaris a crear serveis o buscar-los pot implicar una configuració 
i utilització tediosa tant per publicar-lo com facilitar la seva busca. El protocol Bonjour 
elimina la necessitat d’aquesta configuració en dos passos:
• En cas de no tenir una ja sigui perquè no existeix un servidor DHCP que la proporcioni o 
perquè el protocol que s’utilitza a la xarxa no és el IP, Bonjour autoassigna una IP 
aleatòriament en un rang predeterminat, en cas de que la IP estigui ocupada reinicia el 
procés.
• Quan es necessita buscar un servei genera una petició mDNS(multicast DNS). Les 
peticions mDNS s’usen en petites xarxes quan no es disposa de un servidor DNS 
coneguts, consisteix en enviar una petició DNS a l’adreça broadcast de la xarxa. 
D’aquesta manera tots els dispositius reben la petició i poden contestar-la. Aquesta 
petició conté el tipus de servei i el seu domini. Si el receptor ofereix un servei d’aquestes 
característiques respon amb una llista dels noms i ports en el que ofereix aquell servei. 
Coneixent aquesta informació i la IP d’on prové la resposta podem oferir una llista de 
tots els serveis que estan compartits a la nostra xarxa local del tipus que buscàvem.
! Amb aquests passos no es necessita cap configuració per part de l’usuari per 
buscar serveis en una xarxa. Aquest protocol resol totes les necessitats del nostre 
projecte:
• No necessitem cap configuració de l’usuari pel que fa les seves interfícies de xarxa 
exceptuant la connexió a una xarxa WiFi comú entre els dispositius que volem 
comunicar
• Si està connectat a una xarxa amb un servidor DHCP dinàmic que pot atribuït direccions 
diferents als dispositius cada cop que es connecten podrem continuar localitzant el 
servei que buscat e identificar-lo a través del nom.
• No necessitem configurar un servidor DNS del que obtenir les IP dels dispositius als que 
ens volem connectar per el nom 
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• És un protocol extensament usat que ha donat molt bons resultats i integrat en el SDK 
amb  el que treballem. A més hi han implementacions en la resta de plataformes si 
volguéssim integrar-hi el nostre sistema.
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3.2.3 - Protocol de comunicació
! A falta de trobar un protocol implementat per objective-c que ens permeti tant 
funcionar com a servidor o com a client hem decidit implementar el nostre propi protocol. 
En el punt 3.1.3 hem fet una introducció als protocols RPC  i perquè, després de unes 
petites adaptacions, podien ser d’utilitat en l’objecte d’aquest exercici. !
! El protocol realitzarà crides a funcions en dispositius remots. El protocol segueix el 
procediment de un protocol RPC adaptat als conceptes d’orientació a objectes
3.2.3.1 - Etapes de funcionament
!
! En aquest punt definirem les etapes de funcionament del protocol. Cada etapa 
constarà dels següents camps:
• Identificador - Un identificador únic per cada etapa. Ens servirà per representar l’etapa 
en els diagrames
• Etapa - Un nom que defineix l’etapa
• Descripció - Una explicació de la funció de l’etapa
• Entrada - Les dades o recursos necessaris i les condicions que han de complir al 
principi de l’etapa per poder executar-la
• Sortida - El resultat d’executar l’etapa









Etapa de crida remota
Existirà un objecte representant del dispositiu al que estem 
connectats. Es realitzarà una crida en aquest objecte amb el nom 
de la funció a cridar remotament i una llista dels paràmetres a usar 
per la crida. En aquesta etapa s’assigna un identificador únic a la 
crida i es registra una entrada a la taula de crides amb 
l’identificador de la crida i l’instància emissora.
Objecte representant del dispositiu











L’objecte representant del dispositiu generarà una representació 
de la crida en un format d’una petició amb un format de dades 
estructurat, per defecte JSON. Per generar-la ho farà on dos 
passos: generació dels paràmetres i generació de la petició a partir 
de la crida
Objecte Crida/Resposta
Petició en un format de dades estructurat
E1 - Error de generació - Es produeix un error de generació quan 
el sistema no disposa de les dades o processos necessaris per 










La petició en un format de dades estructurat obtinguda es 
serialitzarà en un format apte per la seva transmissió, per defecte 
UTF-8, generant les dades preparades per la seva transmissió.









El sistema de l’origen de la petició transmetrà les dades a través 
d’un protocol de xarxa, per defecte el TCP/IP al receptor de la 
crida.
Petició serialitzada
Transmissió de les dades al destí
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Error E2 - Error de transmissió - Es produeix un error de transmissió 
quan la transferència de les dades serialitzades  d’una crida no 
s’ha pogut realitzar. En el cas de ser una resposta no es genera un 









El Receptor desserialitzarà les dades rebudes per obtenir les 
dades en un format processable. Per defecte s’usarà UTF8
Petició serialitzada









Un cop  obtingut el JSON el sistema en farà un parseig per generar 
un objecte de crida o resposta en funció del seu tipus. El parseig 
consisteix en processar l’objecte entrant en un format de dades 
estructurat i convertir-lo en un objecte del nostre sistema
Petició en un format de dades estructurat
Objecte Crida/Resposta
E3 - Error de Parseig - Es produeix un error de parseig quan el 
sistema no disposa dels recursos o processos necessaris per 
transformar els paràmetres de la crida que estan en un format de 







L’objecte representant de la connexió amb l’origen en el receptor 
cridarà a un objecte delegat per informar que una crida ha arribat i 





En cas de que la crida sigui filtrada generarà un error E4, en cas 
contrari prosseguirà amb la següent etapa
E4 - Error per rebuig de crida - Es produeix un error per rebuig 









Etapa d’enrutament de crida
S’utilitza la informació de crida i de les taules d’enrutament per 
realitzar la crida a l’objecte i mètode corresponent. Les taules 
d’enrutament contenen l’informació de quin objecte i quin mètode 
s’ha de cridar segons el nom de la crida.
Objecte Crida, taula d’enrutament
En cas de que la crida sigui filtrada generarà un error E4, en cas 
contrari prosseguirà amb la següent etapa
E5 - Error d’enrutament - Es produeix un error d’enrutament quan 
l’identificador de funció d’una crida no coincideix amb cap  de les 









Un cop realitzada la crida es recull el resultat derivat de la mateixa
-
resultat de la crida
E6 - Error d’execució - Es produeix un error d’execució quan 





Etapa de generació de la resposta
















S’identifica l’objecte emissor de la crida per retornar-li la resposta a 
través de la taula de crides. Aquest objecte rep un retorn de la 
crida i un missatge d’error en cas de la seva existència.
Taula de crides, objecte resposta
-
! Hem definit cada una de les etapes del protocol però no hem definit com es 
relacionen  entre elles. A continuació mostrarem una representació gràfica de com les 
diferents etapes es relacionen a través de les seves entrades i sortides. 
! Mostrarem aquesta representació en forma de un diagrama d’estats. Cada node es 
representarà per l’estat en que està la crida en aquell moment. Les transformacions 
d’estat seran les etapes abans definides. Com veurem en el diagrama una etapa pot ser 
usada en més d’un punt del protocol.
! En el diagrama representarem els errors amb fletxes vermelles amb  origen un arc 
representant d’una etapa i destí un node representant d’un objecte resposta. Aquest 
objecte resposta contindrà informació sobre l’error i un valor de retorn nul. Un objecte 
resposta representant d’un error no podrà generar cap error de generació  ni de parseig ja 
que les dades i els processos necessaris per parsejar un error estan implementats en el 
protocol.
! També indicarem amb un arc discontinu amb origen una etapa i destí un recurs 
quan una etapa usi aquest recurs.
! En el diagrama també s’estableix en quin dels dispositius, emissor i receptor, 
s’executa cada una de les etapes.
71
!
! El diagrama reflexa el comportament del nostre protocol. El node origen i final del 
procés és l’objecte emissor de la crida que començarà el procés realitzant una crida 
remota que és la etapa 1 del protocol.
! L’objecte petició és un intermediari per la transmissió que pot representar tant una 
crida com una resposta. El dispositiu que rep un d’aquests dos elements no té 
coneixement de quin tipus de petició es tracta fins que fa el parseig del format de dades 
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estructurat. Fins a aquest punt tractarà tant la crida com la resposta de la mateixa manera, 
per això hem fet la diferenciació entre resposta/crida i petició.
! Hi han tres elements que ens queden per definir en el protocol, el delegat de la 
connexió, les dades d’enrutament i la taula de crides. 
! El delegat de la connexió és un element que ens servirà per introduir un protocol de 
seguretat. El seu comportament dependrà de la implementació. La seva funcionalitat és 
analitzar les crides que arriben al dispositiu i determinar si s’ha de processar o no. 
L’objecte crida conté tota la informació relacionada amb  la mateixa, inclòs l’emissor, la 
funció a executar i inclús els paràmetres amb els que s’ha fet. A la implementació a la 
empresa TacTill oferirem un exemple de implementació d’un protocol de seguretat a través 
d’aquest sistema però les possibilitats són molt extenses.
! Les dades d’enrutament és un element integrat en la pròpia implementació del 
protocol. Aquesta taula contindrà la informació necessària per determinar el mètode a 
executar en l’etapa d’execució i la instància de l’objecte sobre la qual es fa aquest procés. 
Aquesta taula serà configurada per el sistema previ a l’entrada en funcionament del 
protocol o inclús durant el funcionament del mateix. En el disseny actual del protocol 
consistirà en una taula de tres camps:
• Identificador del mètode - Un identificador del mètode en forma de nom
• Instància - Instància sobre la qual executar la crida
• Mètode - Mètode a executar sobre la instància
! En futures versions del protocol aquesta taula contindrà la lògica necessària perquè 
la instància sobre la qual executar el mètode estigui inclosa en la mateixa crida. D’aquesta 
manera l’emissor de la crida podrà especificar aquesta instància i el protocol serà capaç 
de realitzar les crides a un objecte d’un dispositiu i no al dispositiu. El temps d’aquest 
projecte és limitat i aquesta funcionalitat del protocol haurà d’esperar a la versió 2.0.
! La taula de crida és un element per registrar les crides realitzades des d’una 
connexió. Cada crida tindrà un identificador únic. Quan un objecte realitza una crida es 
registrarà aquest identificador a la taula de crides junt amb l’instància que ha realitzat la 
crida, d’aquesta manera quan es rebi una resposta es podrà identificar a quin objecte se li 
ha de retornar el valor obtingut.
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3.2.3.2 - Petició
! Com hem dit la petició serà l’element transmissible del sistema. Serà un 
representant tant d’una crida com d’una resposta. Tindrà un format de dades estructurat 
que permetrà especificar camps i valors per aquells camps (JSON, XML, ...).
! Una petició estarà conformada de dos parts. La part comú, que serà igual tant en 







Un identificador únic de la crida origen de la petició. Aquest 
identificador no canviarà en tot el procés i relacionarà la petició 
crida amb la petició resposta.
Un string de llargada indeterminada. En la nostra implementació 
del protocol usarem un UUID(Universal unique identifier). El UUID 
és una estandardització dels identificadors de la OSF (Open 
Software Fundation). Aquesta estandardització permet crear 
identificadors únics en un sistema distribuït sense la necessitat de 
un òrgan coordinador central. Específicament usarem la versió 5 






Identificador del destí de la petició. Aquest identificador ha de 
permetre enviar la petició al dispositiu destí
A la nostra implementació del protocol usarem l’adreça IP com a 






Identificador del origen de la petició. Aquest identificador ha de 
permetre enviar una petició en cas de necessitat
A la nostra implementació del protocol usarem l’adreça IP com a 







Nom de la funció relacionada amb la petició






Tipus de la petició: Crida o resposta
En cas de crida “call”, en cas de resposta “reponse”
3.2.3.2 - Petició crida






Una llista de paràmetres de la crida
La llista es transmetrà en forma de diccionari. Per cada paràmetre 
tindrem un nom del paràmetre i els valors que definiran el 
paràmetre en la forma: “nomParàmetre” : {“camps que defineixen 
el paràmetre”}. Els paràmetres estaran separats per “,”






Tipus o classe del paràmetre
Caràcters concatenats que conformaran el tipus del paràmetre. Hi 
han quatre tipus bàsics: string, number, array, dictionary. Aquests 
tipus estan implementats en el framework. Tot i això el camp 
accepta qualsevol valor però per la resta el parseig del paràmetre 







Segons el tipus canviarà el rang de valors. El valor ha de ser 
parsejable en funció del seu tipus(type)
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! A continuació podem veure un exemple de petició de crida en format JSON:
3.2.3.2 - Petició crida






Valor de retorn de la crida origen de la resposta














! ! ! [
! ! ! {"type":"number","value":9},
! ! ! {"type":"string","value":"Hola"},
! ! ! {"type":"string","value":"alla va unaltre num"},
! ! ! {"type":"number","value":89}










número que identifica l’error produït a la crida. En cas de no 
produir-ne cap es retorna 0
Els errors seguiran la següent estructura:
0:No hi ha hagut error
1*: Errors relacionats amb l’etapa de filtratge i enrutament
     101 - La funció no existeix al receptor
     110 - La crida ha sigut filtrada per el receptor de la crida
2*: Errors relacionats amb l’etapa d’execució de la crida. * serà 
substituït per l’excepció generada en l’execució.
3*: Errors relacionats amb l’etapa de generació de la crida







Un missatge de llargada indeterminada expresant en paraules la 
cause de l’error
! A continuació mostrem un exemple de petició de resposta en format JSON:
3.2.3.3 - Limitacions i possibles millores del protocol
! Aquesta és una primera versió del protocol dissenyat i implementat en un temps 
molt limitat tenint en compte que comparteix el temps del projecte amb la seva adaptació 
amb  dos aplicacions. Per tant aquest primer disseny del protocol és limitat en 

















! Amb aquest disseny  també he fet una llista de les seves limitacions i futures 
funcionalitats que haurà de complir per considerar-lo complert respecte als seus objectius 
inicials. 
! Les crides que es fan de moment són, des del meu punt de vista, crides 
“estàtiques”. Una funció té relacionada una instància i un mètode per un objecte que 
registrem a la taula de dades d’enrutament. L’objectiu final del framework serà poder 
realitzar crides dinàmiques, és a dir, que l’objecte destí de l’execució del mètode pogués 
ser escollit per l’origen de la crida. 
! Perquè les crides dinàmiques siguin possibles necessitem poder identificar l’objecte 
destí de la crida a través d’un identificador únic. Per altra banda per seguretat necessitem 
poder establir quins objectes són accessibles per realitzar-hi aquestes crides. 
! Amb els conceptes anteriors també hauríem d’introduir el concepte de pas per valor 
i pas per referència per els paràmetres, d’aquesta manera podríem referir a un objecte 
concret del sistema destí com a paràmetre i no forçosament passar sempre el valor de 
l’objecte. 
! Aquestes dos funcionalitats obriran una nova dimensió al protocol que permetrà 
implementacions que s’aproximin molt a treballar de forma local amb un paradigma 
d’orientació a objectes
! Aquests reptes quedaran assolits en la segona versió del protocol que no és 
objecte d’aquest document, però la implementació i disseny del protocol estan encarades 
a facilitar assolir aquests objectius en un futur.
78
3.2.4 - Disseny de la llibreria JRCRemoteCall
! La següent etapa a l’elecció o disseny dels protocols que volem usar és el disseny 
del sistema que l’usarà o en aquest cas una llibreria.
! Entre els nostres requisits per la llibreria hi ha quatre requisits no funcionals: 
Extensible, usable, reusable, testejable. Aquests quatre requisits es poden veure satisfets 
amb un bon disseny.
! La llibreria serà extensible sempre i quan donem opcions a l’usuari, a través de 
patrons de disseny destinats a això, de crear les seves pròpies implementacions per 
canviar el comportament de la llibreria en parts importants del seu procés. Estem creant 
una llibreria en codi obert perquè volem que altres enginyers participin en el projecte i han 
de ser capaços de ampliar la llibreria sense necessitat de modificar-ne el codi sinó afegint-
ne. 
! La llibreria serà usable sempre i quan la interfície del disseny sigui fàcil d’usar i a la 
vegada permeti la màxima customització del comportament de la mateixa. Fora del 
disseny aquest requisit no funcional també necessitarà una bona documentació però 
escollir la forma més lògica de interaccionar amb la llibreria la farà intuïtiva i fàcil d’usar.
! La llibreria serà reusable sempre i quan el disseny dels elements de la llibreria 
permeti usar-los fora de la llibreria. Per la implementació de la llibreria necessitarem crear 
molts elements: localitzadors de serveis, publicadors de serveis, sockets per comunicar 
amb  altres dispositius, parsers, generadors, .... Tots aquests elements poden ser molt útils 
en altres projectes per separat o inclús en altres parts de la mateixa llibreria. A  través del 
disseny podem fer aquests elements independents de la resta de classes del projecte i 
així poder usar-los en projectes on no necessitem el protocol sencer.
! La llibreria serà testejable sempre i quan el seu disseny permeti que el testeig es 
pugui fer de forma atòmica, és a dir, element per element. Quan les classes estan 
cohesionades el testeig es complica ja que quan es troba un error no podem saber quin 
dels elements el causa. Hi han tècniques que poden resoldre aquests problemes com el 
mocking però un bon disseny de classes poc cohesionades el facilitarà.
!
3.2.4.1 - Disseny de classes
! A continuació mostrem el diagrama de classes de la nostra llibreria. Posteriorment 
passarem a justificar cada una de les seves parts per separat.
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! He dividit les classes del disseny en dos capes. La capa d’aplicació conté la lògica 
necessària per implementar el protocol de comunicació JRC  i les interfícies per 
interaccionar-hi. La capa de comunicació inclou les classes necessàries per implementar 
el protocol de busca/publicació de serveis i de transferència de dades amb els altres 
dispositius. 
La classe més important de la interfície de la connexió és JRCConnection. 
JRCConnection és l’objecte representant de la connexió i un classe coordinadora de tots 
els processos necessaris per portar a terme el protocol:
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! JRCConnection és una classe abstracta amb  dos subclasses, una  per implementar 
el servidor del protocol (JRCConnectionServer) i una per implementar un client 
(JRCConnectionClient). 
! Cada connexió té assignat un parser i un generador, aquests objectes estan 
destinats a implementar les etapes de parseig i generació del protocol. Un dels detalls que 
serà constant en tota la llibreria és diferenciar les interfícies de les implementacions. Tant 
JRCParser com JRCGenerator són únicament interfícies sense implementació. 
!
! Això és el que fa extensible el nostre framework, l’usuari tindrà la llibertat de 
modificar o millorar el parseig i el generador de les peticions sense necessitat de modificar 
ninguna classe, lo únic que ha de fer és subclassar la interfície, implementar el generador 
o el parser i modificar la instància a la que apunta la connexió per el seu parser i 
generador. Aquest patró de disseny es diu patró adapter.
! Per altra banda donem una implementació per defecte en JSON JRCParserJSON i 
JRCGeneratorJSON. D’aquesta manera la nostra llibreria serà usable fàcilment.
! JRCFunction és una representació de la declaració d’una funció a la connexió. Un 
nombre indefinit d’aquests objectes conformaran la taula d’enrutament, usada a l’etapa 
d’enrutament per saber quin objecte i quin mètode s’ha de executar per una crida 
concreta.
! Finalment cada connexió té el seu delegate. El patró delegate resol problemes de 
comunicació entre classes. La connexió és una classe que funcionarà de forma asíncrona, 
és a dir, un servidor en qualsevol moment pot rebre una crida. Una de les etapes del 
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servidor és l’etapa de filtratge, en aquest cas hem de demanar a l’usuari que proporcioni 
una manera de filtrar les crides que ens arriben. Per això un objecte del sistema de 
l’usuari que gestioni la connexió heretarà de la classe de delegate i s'atribuirà aquest 
paper. D’aquesta manera l’usuari pot rebre esdeveniments de la connexió i prendre 
decisions sense necessitat de canviar el codi de la llibreria.
! Cada una de les connexions tindrà un delegate amb els mètodes adequats per 
respondre a cada un dels esdeveniments que pugui generar aquell tipus de connexió 
necessaris per aportar la informació necessària als usuaris i adaptar la lògica de la llibreria 
als mateixos.
! Un altre dels elements més importants del diagrama són les classes representants 
de les peticions:
!
! JRCRequest és una classe abstracta amb dos subclasses per representar una 
crida i una resposta. Són bàsicament classes contenidores que usarem per guardar la 
informació de les crides en memòria, part del model de la nostra llibreria. 
! En el cas de JRCRequestCall, classe representant de una crida, usem un objecte 
JRCParams que representa la llista de paràmetres de la nostra crida. Per poder ser 
paràmetre d’una crida l’objecte haurà d'heretar de la interfície ParsableObject. Aquesta 
interfície conté els dos mètodes necessaris per facilitar el parseig i la generació d’un 
objecte. Com podem observar una JRCRequest també hereta d’aquesta interfície. 
! En realitat aquesta només serà la meitat del parseig/generació, la de convertir un 
objecte a diccionari i viceversa. Fem aquesta etapa en dos passos per poder desacoblar 
aquestes classes amb les de parsing i generació i així poder usar-les fora del projecte. El 
diccionari contindrà tots els paràmetres que defineixen l’objecte, cada implementació del 
ParsableObject decidirà quina de les parts de l’objecte es transmetrà o no. 
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! També observar que no donem cap  opció a l’usuari de canviar el comportament 
d’aquestes classes sense canviar el codi de la llibreria. Això és perquè aquestes classes 
contenen part de la lògica central del protocol, condicions que s’han de complir perquè el 
protocol sigui universal. Per tant aquestes classes no estan destinades a ser heretades ni 
modificades si no és per ampliar el protocol posterior a un disseny que ho precisi.
! Les connexions necessitaran tenir accés a recursos que els permetin comunicar-se 
a través de la xarxa. La implementació de l’accés d’aquests recursos es fa a través de 
connexions amb classes de la capa de comunicació:
! JRCService és una classe contenidora que representa i conté les dades 
necessàries per identificar i contactar un servei.
! Hi han tres funcionalitats que hem d’implementar per poder tenir la nostre llibreria 
funcional: Publicar un servei, buscar un servei i transmetre dades.
! JRCServiceLocator és la interfície que ha de complir el buscador de serveis. A 
través del tipus de servei que se li passa en forma de String com a paràmetre comença el 
procés de busca. Cada cop que trobi un servei informarà el seu delegat.
! JRCServicePublisher és la interfície que ha de implementar el publicador del 
servei. Passant-li com a paràmetre un servei s’encarrega que sigui visible per la resta de 
dispositius de la xarxa on es publica el servei.
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! JRCSocket és un canal de comunicació amb  un altre dispositiu pel qual enviar i 
rebre dades. Implementarà la fase de serialització i comunicació del nostre protocol.
! La connexió client client (JRCConnectionClient), necessitarà localitzar un servei i 
tenir un canal de comunicació obert amb el servidor (relacions socket i serviceLocator). 
Com que serà el delegat del JRCServiceLocator i de JRCSocket haurà d’implementar les 
interfície dels seus delegats delegat (patró delegate).
! La connexió servidor (JRCConnectionServer) necessitarà publicar un servei, tenir 
un canal de comunicació per cada dispositiu que estigui connectat i un canal per rebre les 
noves connexions (relacions servicePublisher, clientSocket i serviceSocket). Com que 
serà delegat de JRCSocket haurà d’implementar la interfície del seu delegat(Patró 
delegat).
! Com veiem les classes per publicar un servei, buscar serveis i enviar dades a un 
dispositiu presentades fins al moment són només interfícies. És el mateix cas que el 
generador i el parsejador(Patró adapter), volem oferir la possibilitat a l’usuari de canviar la 
implementació d’aquestes etapes sense necessitat de modificar la llibreria. 
! Un exemple clar de la utilitat de programar desacoplant les classes de les seves 
implementacions seria la publicació i localització del servei. Nosaltres implementarem 
aquestes funcionalitats per a xarxes locals ja que hem de prioritzar els objectius del 
projecte però aquest protocol podria funcionar també per dispositius remots amb els que 
ens comuniquem a través d’internet. En aquest cas potser tindrem un servidor central que 
registrarà els serveis disponibles a la xarxa. Per tant la publicació del servei podria ser 
enviar una petició a un servidor a través d’un servlet i la localització descarregar-se un 
JSON que contingui tots els serveis. Com que la nostra llibreria és extensible permetrem 
aquestes implementacions sense necessitat de modificar la nostra llibreria.
! En el nostre cas no necessitem un xifratge de les dades ja que el link que usem( la 
xarxa WIFI), ja tindrà una encriptació WPA, però si volguéssim comunicar les nostres 
crides a través de la xarxa en necessitaríem un i potser firmar les crides que enviem. 
Podríem complir aquestes funcionalitats canviant la implementació de JRCSocket.
! Tot i això per mantenir la nostre llibreria usable inclourem implementacions per 
defecte d’aquestes interfícies:
! JRCServiceLocatorBonjour i JRCServicePublisherBonjour és la implementació d’un 
localitzador de serveis seguint el protocol Bonjour, protocol que ja hem explicat en punts 
anteriors i que ja està implementat en framework de Apple per objective-c. 
! JRCAsyncSocket és una implementació del protocol TCP de comunicació. A més 
tant la transmissió com la recepció de les dades es realitza de forma asíncron, d’aquesta 
manera no es bloqueja la interfície ni la resta de processos del thread principal durant la 
seva execució.
3.2.4.2 - Diagrames de seqüència de l’enviament i recepció de crides
! Per completar el procés de disseny passarem a dissenyar l’enviament i la recepció 
de crides tenint en compte el diagrama de classes del punt anterior. Aprofitarem per 
identificar on estan implementades cada una de les etapes del protocol JRC.
! Per representar el disseny del procés de l’enviament i recepció de crida usarem 
diagrames seqüencials que ens mostraran com les classes interaccionen entre elles per 
satisfer una petició. Deixem de cantó els detalls de l’implementació com quin tipus 
d’estructures s’executaran i com s’accedirà a elles.
! En primer lloc mostrarem el diagrama seqüencial de la crida fins el moment en que 
s’envia al dispositiu remot:
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! Com veiem en el diagrama anterior per iniciar el procés de crida es cridarà la funció 
sendRemoteCall de l’objecte connexió, aquest crearà la crida. 
! En l’etapa de generació es pot observar els dos passos del protocol, generar els 
paràmetres iterativament i posteriorment generar la crida. També veiem que el generador 
només rep  un diccionari i per tant no es dependent de les classes representants de la 
crida ja que només li passem un diccionari. Així doncs de crida passem a diccionari i de 
diccionari a un string que el socket pot processar
! Finalment veiem que tant l’etapa de serialització com la de transmissió quedaran 
subjectes a cada implementació. En la implementació que proposem la serialització és en 
UTF-8 i la crida es fa de forma asíncrona usant un socket TCP.
! A continuació mostrarem el diagrama de seqüència del procés de recepció d’una 
crida, generar la seva resposta i respondre a la crida:
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! La primera diferència amb el diagrama anterior és que l’event inicial que 
desencadena aquest diagrama no és una crida de l’usuari sinó una crida asíncrona del 
socket que ha rebut un missatge per el seu canal. Aquest cridarà el seu delegat, que en el 
nostre cas és la connexió(etapa de transmissió). 
! La connexió rep un string que necessita parsejar. El parsejador genera un 
diccionari a partir del string. Fins aquest moment no hem sabut si la petició és una crida o 
una resposta. Per l’objecte d’aquest diagrama suposarem que és una crida però en 
aquest punt és on identificarà quin tipus de petició i com l’ha de tractar. A partir del 
diccionari crearem un objecte crida(etapa de parseig). 
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! Un cop tenim l’objecte crida proposarem a l’usuari descartar-la. En aquest moment 
l’usuari ja disposa de l’informació de quina crida és, el seu origen, paràmetres, ... En cas 
de que l’usuari no la vulgui processar la descartem. No ho mostrem al diagrama però en 
cas de descartar la crida es crearia una crida resposta sense valor de tornada i amb el 
codi propi d’aquest error. (etapa de filtratge).
! Si l’usuari vol processar la crida es buscarà l’objecte(target) i el mètode(method) 
destí de l’execució (etapa d’enrutament) i es procedirà a executar el mètode en el objecte 
amb els paràmetres de la crida (etapa d’execució).
! Amb el resultat obtingut es generarà una petició resposta(Etapa de generació de la 
resposta) que passarà per el mateix procés del diagrama anterior. Generarem la petició, la 
serialitzarem i l’enviarem (etapes de generació, serialització i transmissió).
! Igual que en el diagrama anterior, l’event que inicia aquest diagrama és un 
missatge del socket al seu delegat, en aquest cas la connexió. Això és perquè l’etapa de 
transmissió d’aquest diagrama és la mateixa que en el diagrama anterior. Com que no 
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sabem quin tipus de petició ens ha arribat fins l’etapa de parseig aquest codi és el mateix 
que en l’anterior diagrama. Hem separat el diagrama per simplificar la seva comprensió.
! Durant l’etapa de parseig generarem la resposta. Un cop  obtinguda buscarem la 
instància que havia realitzat la crida i li retornarem el valor obtingut per la crida. No he 
especificat com retindrem l’emissor de la crida ni com el recuperarem després ja que es 
tractarà durant la implementació. Depenent dels recursos del llenguatge es pot resoldre 
de maneres diferents.
89
3.3 - Disseny dels canvis de l’aplicació TacTill
! Per formar part del sistema l’aplicació TacTill haurà d’integrar les següents 
funcionalitats:
• Integrar la llibreria JRCRemoteCall, implementant els objectes necessaris per gestionar i 
configurar una connexió de tipus servidor amb aquesta llibreria.
• Implementar els mètodes i classes necessàries per rebre les transaccions sobre els 
tiquets. 
• Una interfície que permeti a l’usuari configurar la connexió i gestionar la identificació 
(login) dels usuaris remots al sistema
! En primer lloc farem un anàlisi de l’arquitectura actual del sistema i posteriorment 
dissenyarem les classes necessàries i la interfície per implementar les noves 
funcionalitats.
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3.3.1 - Arquitectura actual del sistema
! TacTill, igual que la gran majoria de les aplicacions implementades en iOS, segueix 
un patró de disseny  arquitectural: El Model-vista-controlador. Apple recomana aquest 
patró en les aplicacions i implementa totes les peces necessàries en el seu SDK per tal de 
facilitar el seu us.
Segons Apple a un 
objecte d’una aplicació 
ha de tenir assignat un 
d’aquests tres rols: 
model, view, controller.
! Els objectes del model són representacions abstractes dels elements que volem 
representar a la nostra aplicació, en el nostra cas: tiquets, productes, un descompte, un 
client, ....
! Els objecte vista són els encarregats de mostrar dades al usuari i informar dels 
possibles esdeveniments externs que puguin arribar com que un botó s’ha clicat o que 
s’ha introduït text en un textField. La vista, per tant, contindrà tota la informació sobre els 
elements a mostrar, en quina posició estan, i altres característiques gràfiques de la 
interfície.
! Els objectes controller són mediadors entre els dos elements anterior. Com en el 
nostre cas, és interessant que els objectes del model i vistes puguin ser reusables per 
altres aplicacions. Ens interessa que si una vista pot ser necessitada en una aplicació on 
el model és totalment diferent o viceversa no tinguem que modificar-la per reusar-la. El 
controlador s’encarrega de desacoblar aquests dos objectes, ell conté la informació del 
model i s’encarrega de configurar les vistes per representar-la. 
! Quan una vista rep  un event de l’usuari informa al Controller i ell aplicarà, en funció 
de l’event rebut, els canvis necessaris al model i actualitzarà les vistes en funció.
! Per fer un anàlisi de les necessitats del sistema farem una tria de les classes del 
model afectades per els canvis que hem de realitzar. Un cop decidit on inclourem les 
interfícies necessàries per complir els requisits de les modificacions analitzarem quines 
classes dels viewControllers i vistes es veuen afectades.
! En el model estem interessats en totes les classes relacionades amb un tiquet, el 
seu pagament, els productes i les categories dels productes. A continuació mostrem un 
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diagrama UML de les classes del model que haurem de tenir en compte en el nostre 
disseny:
! Aquest és un diagrama simplificat de les classes només amb aquelles variables i 
mètodes que ens interessen per l’anàlisi de l’arquitectura.
! Un tiquet està composat de TicketLines, aquestes tiquetLines recullen per un 
producte inclòs al tiquet, quina quantitat s’en ha comprat. Hi han TicketLines que no tenen 
cap  producte associat, si tornem al punt on explicàvem el funcionament de TacTill 
recordarem que en alguns casos el comerciant introduïa només el valor del producte 
comprat i una categoria. Cada producte estarà associat a una categoria. 
! Es calcula el preu de la ticketLine en funció del preu del producte i la tax(impost) 
que se li ha d’aplicar. En cas de que el preu s’hagi introduït a mà(sense producte) s’usarà 
l’impost de la categoria que s’ha introduït.
! Pel que fa al pagament, havíem comentat que a TacTill es podien realitzar més d’un 
pagament per pagar el total del tiquet (la meitat en líquid i l’altre meitat per targeta de 
crèdit per exemple). Per representar aquests pagaments tenim un objecte moviment que 
guarda una referència al tipus de pagament i la quantitat pagada per aquest medi.
! Finalment tenim un objecte impressora que és un representant de una impressora 
a la xarxa amb la informació i els mètodes necessaris per realitzar la impressió d’un tiquet.
! Els objectes del model també tenen una interfície per modificar-los de forma 
senzilla. En el cas del tiquet ja tenim els mètodes necessaris per afegir/treure productes, 
aplicar un descompte, saber si és un tiquet en espera(no està pagat) i afegir un moviment 
pel pagament.
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! Els objectes del model persisteixen entre execucions del sistema i durant la 
mateixa en un base de dades. L’accés a aquesta està regulat per una part del SDK de 
Apple que es diu CoreData. 
! CoreData és una interfície que permet estandarditzar la interacció del sistema amb  
els diferents tipus de bases de dades. En aquest estàndard ens permet interaccionar amb 
la base de dades com si fos orientada objectes i no una base de dades SQL 
convencional.
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3.3.2 - Integració de la llibreria JRCRemoteCall
! El sistema TacTill haurà d’actuar com a servidor de les aplicacions WaiterApp i 
configurar les funcions necessàries per tal de registrar les transaccions emeses per els 
dispositius connectats i implementar un sistema que permeti als mateixos identificar-se. 
! El protocol que usarem per la comunicació entre dispositius és JRC, dissenyat en 
la secció anterior. Per tant necessitem un objecte que gestioni la connexió, la configuri 
segons les necessitats de l’aplicació i funcioni com a delegat de la mateixa. 
! Crearem una classe que es digui ServerManager, les seves funcionalitats seran les 
descrites en el paràgraf anterior. Quan l’aplicació TacTill s’engegui aquesta classe serà 
inicialitzada i no serà destruïda fins que es mati l’aplicació. Aquesta classe actuarà de 
forma paral·lela a la resta de classes del sistema, gestionant les transaccions que arribin a 
la connexió. 
! Aquesta classe aplicarà un patró Singleton. El Singleton és un design patern on la 
referència d’un objecte es realitza a través d’un mètode estàtic. Aquest mètode genera 
l’objecte el primer cop  que l’invoquen i la resta de cops només envia la referència de 
l’objecte creat. És un patern utilitzat per assegurar que només existeix una instància d’un 
objecte en un sistema, en contrapartida pot generar fuites de memòria. No és aconsellable 
utilitzar-lo ja que en la majoria de casos hi ha alternatives més apropiades. 
! En el nostre cas aquest objecte serà inicialitzat a l’inici del sistema i mai eliminat 
fins al final. En algunes ocasions l’haurem de modifica-ne el comportament segons els 
esdeveniments enviats per l’usuari (A la interfície de configuració del sistema), per tant ha 
de ser accessible. Tenint en compte aquests factors i que mai s’haurà d’eliminar he decidit 
aplicar el patró abans descrit.
! En els pròxims punts definirem la interfície d’aquest objecte i com interaccionarà 
amb la resta del model.
! També hem de definir les declaracions de les funcions que la nostra connexió 








Funció que s’usa per identificar-se al sistema
• name: nom del dispositiu que envia la crida de login
• udid: “Unique device identifier”, identificador únic de dispositiu






Funció per obtenir els tiquets del sistema
-
Retorna un Array amb tots els tiquets en espera del sistema en el 






Funció per obtenir els productes del sistema
-







Funció per obtenir les categories del sistema
-
Retorna un Array amb totes les categories del sistema en el 






Funció per crear una nova instància de tiquet en el sistema TacTill
-















Imprimeix un tiquet en una impressora indicada
• tiquet: Tiquet a imprimir








Envia un mail al client amb la factura del tiquet indicat
• tiquet: tiquet del que enviar la factura
• mail: direcció mail del cliengt
-
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3.3.3 - Sistema de transaccions
! Per a que els usuaris remots connectats a TacTill puguin modificar els tiquets de 
forma concurrent hem decidit aplicar un sistema de transaccions com ja hem explicat en el 
punt 3.1.2. A continuació es mostra un diagrama de classes de les transaccions:
! Cada una se les classes representa una operació sobre un tiquet que està 
implementada en el mètode execute() de cada una d’elles. operacions de cada una de les 
transaccions són: !
• AddProduct  afegeix o elimina (si la quantitat és negativa) productes de un tiquet, tants 
com ens indica la quantitat. Si el discount no és negatiu també modificarem el 
descompte de la ticketLine del producte per aquell tiquet.
• AddArticle afegeix una ticketLine sense producte amb un preu, quantitat i categoria a 
un tiquet. 
• AddPayment processa un moviment de un tiquet en funció del total pagat i tipus del 
pagament. 
• ChangeDiscount canvia el descompte d’un tiquet.
! Aquestes transaccions arribaran a través de la crida declarada en el punt anterior 
processTransactions. La funció local que processarà aquestes funcions estarà 
implementada en el ServerManager i consistirà simplement en invocar el mètode 
execute() de cada un dels objectes.
! Les implementacions de les transaccions consistiran en cridar els mètodes ja 
implementats del model per canviar els objectes afectats.
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3.3.4 - Sistema de login
! La empresa no vol un sistema de login per usuari i contrasenya, sinó que la 
identificació de l’usuari i de si té permisos o no per interactuar amb el sistema es farà per 
dispositiu.
! El dispositiu es pot identificar per dos variables: el udid i el identificador de la 
connexió. El udid és un identificador únic i invariable de tot dispositiu iOS, l’identificador de 
la connexió és temporal i ve donat per la direcció ip de l’usuari. 
! Per implementar el sistema de login utilitzarem la opció de filtratge de les crides 
que ofereixen les connexions JRC. A l’etapa de filtratge només es deixarà passar les 
crides que compleixin alguna d’aquestes dos condicions:
• La crida és a la funció de login
• L’identificador de la connexió del dispositiu origen de la crida està registrat en el sistema 
com a autoritzat a realitzar crides.
! La funció de login comprovarà si el udid del dispositiu està autoritzat a usar el 
sistema. Aquesta autorització serà aprovada per l’usuari de l’aplicació a través d’una 
interfície. Es registrarà un token per l’usuari que s’enviarà a cada crida que es faci.
! Crearem una nova classe al model per representar la informació dels dispositius 




! Necessitem les interfícies necessàries per:
• Gestionar els dispositius que poden o no connectar-se al sistema
• Visualitzar els tiquets en espera creats
• Configurar la connexió: Parar/engegar el servei i inclús configurar quin tipus de crides 
poden ser executades
! En el punt d’anàlisi hem estudiat la interfície de TacTill i hem parlat del “back office”, 
una interfície que servia per adaptar i configurar el sistema a les necessitats de l’usuari. 
Afegirem un nou menú al “back office” amb una interfície que compleixi els requisits abans 
mencionats:
! Aquest menú tindrà quatre submenús. Els dos primers tenen relació amb  el login. 
Quan un dispositiu intenti connectar-se per a primer cop i per tant no estigui autoritzat per 
l’usuari apareixerà en el menú: “Peers en attente d’authorisation” (Peers en espera 
d’autorització):
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! Per autoritzar el dispositiu a utilitzar el nostre sistema clicarem a sobre. Apareixerà 
un menú que ens permetrà autoritzar o denegar-li l’accés:
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! Un cop autoritzats apareixeran en el menú de peers autoritzats. Com ja hem dit en 
el punt anterior un peer no podrà utilitzar el sistema si no ha estat autoritzat en aquest 
menú en alguna de les execucions del sistema.
! El menú de tiquet en espera mostra els tiquets que s’hagin creat des de la xarxa. 
Però aquesta interfície és insuficient per l’us habitual del software. El comerciant voldrà 
consultar els tiquets que en aquell moment durant un servei de taules sense haver d’anar 
al menú de configuració. Per això hem fet un shortCut d’aquest menú a la interfície de 
caixa en una interfície que ja s’usava pels tiquets en espera:
! Finalment tenim la interfície de configuració del servidor. En aquesta interfície 




3.4 - Disseny de l’aplicació WaiterApp
!
! WaiterApp és una aplicació feta des de zero però amb dependències de l’aplicació 
TacTill. La dependència pot limitar el nostre disseny però ben usada pot significar una 
gran reusabilitat del codi de TacTill. Gran part del model de l’aplicació ja està creat a 
TacTill.
! Com que TacTill funciona i està dissenyada per iPad i waiterApp  ha de ser usada 
en un iPhone/iPod touch, la interfície haurà de ser dissenyada des de zero.
! La arquitectura de l’aplicació seguirà siguen el model-vista-controlador que Apple 
recomana però aplicarem algun patró de disseny per fer més fàcil la programació del 
sistema.
! Així doncs per fer el disseny de l’aplicació WaiterApp  haurem de seguir les 
següents etapes:
• Disseny del model de l’aplicació basant-nos en el de TacTill
• Disseny de la interfície de l’usuari
• Disseny de la lògica dels controladors de la interfície
• Disseny de la gestió de objectes remots
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3.4.1 - Disseny del model
! El disseny del model de WaiterApp serà un subconjunt del model de TacTill afegint 
la lògica necessària per coordinar la sincronització amb el servidor TacTill. En el punt 3.3.1 
hem fet una descripció de la part del model que ens afectava en el projecte, a aquesta 
lògica hi afegirem el sistema de transaccions per reflectir els canvis amb el servidor:
! Les classes del model són les mateixes que en el cas TacTill. Hem afegit les 
transaccions al model. Això és perquè usarem les transaccions per registrar els canvis 
que hem realitzat sobre el tiquet des de la seva última actualització amb el servidor. 
! D’aquesta manera no necessitem actualitzar amb el servidor cada transacció per 
separat. Algunes operacions amb el tiquet necessiten més d’una transacció. Quan un 
cambrer agafa la comanda a una taula en la gran majoria de casos necessita afegir més 
d’un article a un tiquet. Si cada cop que afegeix un producte necessita enviar la transacció 
al servidor i esperar una resposta el procés d’agafar la carta podria ser lent i  el servidor 
tindria més càrrega de treball.
! Així doncs qualsevol operació realitzada amb el tiquet que el modifiqui (afegir un 
producte, un moviment o modificar un descompte) generarà una transacció. Totes les 
transaccions es guardaran en una llista. 
! El tiquet s’actualitza cridant la funció update(). Update generarà una crida de 
processTransactions al servidor amb el tiquet i les transaccions com a paràmetres. El 
servidor processarà el tiquet.
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! Degut a que no volem que la informació persisteixi entre execucions (ja que volem 
estar al màxim d’actualitzats amb el servidor possible), no tindrem una base de dades a 
on guardem els objectes del model. Els objectes tiquets es referenciaran des dels 
controladors de vista que els usin ja que ells seran els encarregats de fer de pont entre el 
model.
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3.4.2 - Disseny de la interfície d’usuari
! A la interfície de waiterApp  hem de reproduir els casos d’us ja implementats a 
l’aplicació TacTill i que vam presentar a l’etapa d’anàlisi junt amb la seva interfície. 
Adaptats a WaiterApp hem creat un diagrama de flux per establir quina jerarquia haurà de 
tenir la nostra interfície i posteriorment dissenyar-la:
! En aquest diagrama quedaria remarcar que si es perd la connexió amb el servidor 
en qualsevol de les interfícies posteriors al login, es retornarà a la interfície de login per 
seleccionar un servidor que estigui disponible.
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! La interfície de login mostrarà els servidors disponibles a 
la xarxa que estem actualment. Permetrà seleccionar un 
dels servidors i realitzar el procés de login. 
! En cas de que el procés hagi tingut succés es canviarà a 
la vista que mostra la llista de tiquets. En cas contrari es 
mostrarà un missatge d’error.
! Quan l’usuari faci login amb succés a un servidor ho 
recordarà. Aquesta serà la primera vista que es mostri cada 
cop  que engeguem l’aplicació. Si l’usuari ja ha fet login amb 
succés a un servidor realitzarem aquesta operació 
automàticament.
! La vista que mostra la llista de tiquet és la primera 
vista que es mostra després de fer el login. Aquesta 
mostrarà tots els tiquets disponibles del servidor en una 
taula clicable. Si fem clic a un dels tiquets s’ens mostrarà 
la vista de tiquet configurada pel que hem seleccionat. Per 
cada tiquet mostrem els minuts que han passat des de 
que s’han creat.
! A la barra superior tindrem dos botons: Un ens 
mostrarà un calaix que sorgirà de l’esquerra i ens 
mostrarà les opcions, actualment només fer logout:
L’al tre botó ens permetrà 
actualitzar amb el servidor  els tiquets que té registrats.
Finalment ens queda el botó de crear 
tiquet. Aquest ens mostrarà una vista 
per introduir el nom, un cop fet crearà 
un tiquet al servidor remot.
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! La vista del tiquet mostra el llistat de productes afegits al 
tiquet fins al moment. Cada línia del tiquet permet accedir a 
una vista per modificar-la en número de productes i 
descompte.
! El botó d’afegir productes ens portarà a la vista de afegir 
producte que mostrarem posteriorment. El botó de sota 
permet accedir a la vista per pagar el tiquet.
! El botó indicat amb “...” és el botó d’opcions del tiquet, 
aquest mostrarà un menú desplegable amb les opcions 
menys utilitzades i que per tant no necessiten tenir un accés 
tant ràpid. Les interfícies per 
a iPhone tenen un espai molt limitat(el de una pantalla de 
mòbil de 4.5”) i aquest tipus de desplegable ens facilita 
economitzar espai a canvi de un retràs en l’accés 
d’algunes operacions.
! A través d’aquest menú podrem fer impressions 
selectives dels productes d’un tiquet. Això pot ser molt 
útil per enviar només una part del tiquet a cuina per ser 
processat:
També podrem canviar el nom 
de l t iquet amb una v is ta 
equivalent a la de crear el tiquet.
!
Amb el botó remise podem aplicar 
un descompte a tot el tiquet a 
través de la vista de descompte:
!
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! Aquesta és la vista per afegir productes al tiquet, 
com ja hem explicat podem afegir productes al tiquet de 
dos maneres, seleccionant un dels productes a la llista en 
aquesta vista o clicar el botó de la vista calculadora.
! En aquesta vista es pot ordenar els productes per 
el seu ordre alfabètic(opció per defecte) o es pot ordenar 
segons la seva categoria. també es pot buscar els 
productes per el seu nom, introduint les primeres lletres 
del nom a la barra de busca.
! Els productes es 
m o s t r e n e n u n a l l i s t a 
separada per la primera 
lletra de cada producte. Les 
lletres de la dreta de la vista ens permeten accedir 
directament als productes que comencin per una lletra en 
concret.
! La vista calculadora permet introduir noves ticketLines al 
tiquet sense necessitat d’estar associat a un producte del 
sistema: 
1. En primer lloc seleccionarem la categoria d’una llista que 
apareixerà quan clickem el botó de categoria.
2. Teclegem l’import a la calculadora
3. Cliquem el botó de quantitat
4. Introduïm la quantitat a la calculadora
5. Cliquem el botó d’afegir per finalitzar la operació i afegir la 
ticketLine al tiquet
! Quan volem retrocedir a la vista de tiquet clique el botó 
situat dalt a l’esquerra. Si volem tornar a la vista de productes per seguir afegint productes 
registrats al tiquet clickem el botó situat a baix a l’esquerra
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! La interfície de pagament ens permet dos 
mètodes de pagament:
! El pagament amb els botons d’accés ràpid, es pot 
pagar el total de l’import que resta per pagar amb la 
targeta de crèdit o amb líquid. Pel cas del líquid també 
ens ofereix altres opcions que corresponen a les 
combinacions de bitllet més properes a l’import, en 
aquest cas 5 i 10 €.
! També ens permet seleccionar de una llista de 
tipus de pagament un d’ells i introduir l’import del 
pagament amb una calculadora.
! Quan s’hagi realitzat un pagament que sumat als 
anteriors superi o iguali l’import del tiquet aquest serà automàticament actualitzat amb el 
servidor i es retornarà a la vista de la llista de tiquets per recomençar el procés.!
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3.4.3 - Lògica dels controladors de la interfície
! Els elements que gestionaran el flux de les interfícies d’usuari seran els view 
controllers o controladors de vista. Ells tindran les referències als objectes del model que 
necessiten i canviaran el contingut de la vista en funció del model. 
! Els controladors de vista es divideixen en dos grups: els controladors que estan 
destinats a mostrar una de les vistes mostrades en el punt anterior i els controladors de 
vista contenidor destinats a gestionar grups de controladors de vista.
! Nosaltres usem un controlador de vista contenidor de navegació. El creem un cop  
ens hem loguejat i hi introduïm el controlador de la vista de la llista de tiquets (s’anomena 
root controller). A  partir d’aquí cada cop  que carreguem una nova vista no la canviem per 
l’anterior sinó que s’afegeix a la llista de controladors del contenidor. Aquest procés crearà 
una pila de controladors que recordarà les últimes vistes per les que hem passat. Això ens 
permetrà tenir un botó enrere en totes les nostres vistes que usarà la pila per tornar a 
carregar el controlador de vista anterior. Aquest controlador contenidor és un dels patrons 
que apple recomana per la navegació entre vistes a les aplicacions, a continuació veiem 
un exemple de l’us d’aquests controladors.
!
! Com hem dit els controladors de vista controlaran el flux de la interfície d’usuari. 
Quan un controlador rebi un esdeveniment que impliqui carregar un altre controlador el 
crearà i l’afegirà al controlador contenidor de navegació. Això crea dependències entre els 
controladors. Aquest no és un gran problema ja que els controladors de vista són poc 
freqüentment reusables per separat, és a dir, si volem reusar les vistes les reusarem 
juntes. 
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! Però degut als requeriments de l’aplicació quan la connexió es perd volem retornar 
a la vista de login. Això crea una dependència entre totes les vistes amb la de login. Per 
altra banda quan la vista de login carregui la vista de navegació també haurà de crear la 
vista de la llista de tiquets creant una dependència entre elles dos. Això suposa dos 
problemes:
• Totes les vistes tindran una dependència amb la vista de login. TacTill podria aprofitar les 
classes per fer una aplicació de caixa registradora autònoma en iPhone, una versió de 
TacTill per iPhone, llavors hauria de modificar totes les classes perquè ja no depenen 
d’una classe externa i les millores de les classes s’hauria de fer per separat.
• La vista de login també pot ser reusada però en contextos molt diferents, pot ser per una 
aplicació que no té res a veure amb  les caixes enregistradores. Ara mateix el controlador 
de la vista de login és dependent del controlador de la vista que mostra la llista de 
tiquets.
! Per solucionar aquest problema aplicarem un patró de disseny anomenat mediador. 
El patró mediador serveix per eliminar dependències entre classes implementant la part 
que les fa dependents.
 
! Aquesta solució és 
bona però generarà una 
dependència ent re e ls 
controladors d’interfície i el 
mediador i no ens interessa 
que sigui així, com hem dit 
ens in teressa que les 
c l a s s e s s i g u i n 
completament reusables. 
A i x í e l m o d i fi c a r e m i 
adaptarem a les nostres necessitats i requeriments, per fer-ho analitzarem el flux de la 
interfície dividint en dos grups els controladors: 
• Interfície de login - Inclou la interfície de login
• Interfície operativa - Tots els controladors de la lògica de caixa registradora
! També afegirem la figura del mediador i de la connexió. Mostrem el flux a 
continuació:
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! Com veiem la interfície operativa no necessita comunicar-se mai amb  el mediador 
simplement necessita ser descarregada quan la connexió es perdi i si la connexió la 
gestiona el mediador aquesta interfície no necessita referenciar el mediador i per tant no 
en depenem.
! La interfície de login sí que té una interacció directa amb el mediador. La 
funcionalitat de la vista de login és gestionar el procés d'autenticació amb  el servidor i 
retornar una connexió vàlida i preparada per ser usada. Una manera de solucionar el 
problema és el patró delegat, quan la connexió acabi cridarà un objecte que complirà amb 
una interfície. Aquesta interfície tindrà un mètode que serà loginFinished 
(JRCConnectionClient connection). 
! Sembla excessiu crear una interfície per un sol mètode, hi ha un patró de disseny 
podria oferir-nos una solució més adaptada a les nostres necessitats: El target-action 
pattern. El target-action és un altre patró que serveix per eliminar dependències entre 
objectes. Consisteix en tenir dos variables en el objecte: una instància d’un objecte i un 
mètode d’aquest. El mètode serà cridat en l’instància quan es necessiti la col·laboració de 
l’objecte amb el qual volem eliminar la dependència. Quan creem l’objecte que aplica el 
patró inicialitzarem les dos variables creant així la dependència en runtime.
! En el nostre cas el controlador de login implementarà aquest patró i el mètode i la 
instància inicialitzades seran invocades quan el login acabi. En el nostre cas el target del 
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controlador de login serà el mediador. Aquest canvi ens permet reutilitzar el controlador de 
login en qualsevol altre projecte.
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3.4.4 - Gestió dels objectes remots
! Degut a falta de temps hem usat polítiques molt senzilles per respecte a la 
representació dels objectes del model provinents del servidor TacTill. hem de decidir quan 
descarregarem els objectes del model i quan actualitzarem els tiquets amb el servidor. Els 
tiquets seran els únics objectes que modificarem, com hem dit anteriorment a través de 
transaccions.
! Les polítiques de descàrrega seran: 
• Els tiquets del model es descarregaran cada cop  que la vista de llista de tiquets 
aparegui o es cliqui el botó d’actualitzar tiquets disponible a la mateixa interfície
• Els productes del model, categories, impostos i tipus de pagaments es 
descarregaran després del procés de login i abans de carregar la vista de tiquets.
• Cada cop que es descarregui tiquets del servidor verificarem que no estiguin duplicats 
amb  algun del model. En cas que trobem un duplicat amb  transaccions que no han estat 
enviades al servidor el substituirem per el nou, li aplicarem les transaccions i hi 
relacionarem les transaccions aplicades. D’aquesta manera tindrem un tiquet actualitzat 
amb  els canvis remots i locals i s’actualitzi el tiquet amb el servidor s’aplicaran les 
transaccions.
! Només el controlador de la llista de tiquets necessitarà realitzar crides remotes a 
través de la connexió per obtenir els objectes del servidor. Limitem la interacció dels 
controladors amb les crides remotes per no fer-los dependents de tenir els objectes en un 
servidor remot i poder reutilitzar-los en altres projectes.
! Quant el controlador de la llista de tiquets seleccioni un tiquet crearà el controlador 
de tiquet i li passarà una referència del tiquet i la resta d’objectes del model. Així el model 
es propagarà a través dels controladors. 
! En objective-c tenim automatic reference counting, això vol dir que quan ningú 
apunti a un objecte aquest serà immediatament destruït. Per tant la política de propagació 
del model entre els controladors assegura que no hi haurà mai una fuita, quan els 
controladors siguin descarregats el model també serà eliminat. Això només es passarà 
quan fem logout i per tant el model ja no ens serà més d’utilitat ja que està lligat al 
servidor al que estem connectats actualment.
! Respecte a l’actualització de tiquets seguirem la següent política: 
• Si un controlador ha modificat un tiquet cridarà el mètode update d’aquell tiquet abans 
de que la vista sigui descarregada.
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• Si es realitza una altre crida remota en que un tiquet està involucrat com, per exemple, 
l’impressió.
• Per seguretat es cridarà el mètode update abans d’eliminar el tiquet del sistema.
! Com hem dit anteriorment no volem que els controladors siguin dependents de una 
connexió remota. Tot i això la majoria de controladors hauran de modificar tiquets i, per 
tant, generar les crides al servidor abans de descarregar la seva vista. Per això fem que 
cridin el mètode update. 
! El mètode update del tiquet enviarà una notificació al mediador que ha de ser 
actualitzat i aquest generarà la crida amb  la connexió que processarà en el servidor les 
transaccions del tiquet. Per fer això utilitzarem un sistema de notificacions.
! Apple implementa un sistema de notificacions 
amb  el seu NSNotificationCenter. Això permet a un 
objecte notificar un esdeveniment a través del centre de 
notificació usant-lo com si fos una ràdio. Els objectes 
que ho desitgin podran escoltar esdeveniments que 
provinguin dels objectes.
! En el nostre cas el tiquet llançarà un esdeveniment cada cop que necessiti 
actualitzar-se i el mediador estarà escoltant aquests esdeveniments. Quan en rebi un 
actualitzarà el tiquet origen de la notificació.
! Altres elements podran estar escoltant aquests esdeveniments com la interfície que 
pot necessitar actualitzar-se o mostrar una interfície indicar a l’usuari que ha d’esperar 
una resposta del servidor.
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3.5 - Treballar amb instàncies comuns
! Per simplificar l’anàlisi he passat per alt un tema important que resoldrem en 
aquest punt. Les instàncies de tiquet s’envien a les instàncies WaiterApp que les generen 
en el seu sistema. Quan volem actualitzar al servidor TacTill necessitem assegurar-nos 
que els canvis es realitzin sobre el tiquet al que es referencien.
! Per això necessitarem identificar les instàncies del model que es transmeten a les 
instàncies WaiterApp connectades. No podem usar el número del tiquet perquè no se li 
atribueix fins que ha estat facturat al sistema i nosaltres hem de treballar amb tiquets que 
encara no han passat aquest procés. Tampoc podem usar el nom ja que no podem 
assegurar que sigui únic i comprovar-ho podria portar problemes de concurrència.
! Per solucionar el problema usarem un identificador únic que ens proporciona la 
base de dades on estan guardats els objectes del model de l’aplicació TacTill. Quan 
registrem un objecte a la base de dades es genera un identificador únic. Aquest 
identificador passarà a ser una de les variables dels objectes del model que necessitin ser 
enviats en crides.
! Com hem dit tots els objectes que han de ser transmesos a través de una crida han 
de seguir la interfície del ParsableObject. Quan en l’etapa de generació del protocol els 
objectes de la crida siguin generats es cridarà el mètode: dictionaryRepresentation() que 
retornarà un diccionari amb  les variables necessàries per parsejar l’objecte a l’altre 
dispositiu.
! Els objectes del model de TacTill retornaran a la crida dictionaryRepresentation() un 
diccionari amb  tots els paràmetres del objecte més el seu identificador únic. En canvi els 
objectes del model de WaiterApp  només retornaran el identificador ja que la informació 
que contenen ja està en el servidor TacTill.
! Quan TacTill generi un objecte a partir de la seva representació en un diccionari a 
través del mètode parseFromDict(d:diccionari) no crearà un nou objecte sinó que 
retornarà el objecte amb aquell identificador a través de una busca a la base de dades.
! L’única excepció d’aquesta política seran els objectes transacció. Aquests seran 
creats a l’aplicació waiterApp i transmesos a TacTill generant la seva representació 
concreta ja que TacTill no en té cap informació.
! Aquesta política obliga que la creació d’un nou tiquet es faci a TacTill. La crida 
remota de TacTill createTicket generarà un nou tiquet i en retornarà una representació 
inicialitzada i amb el seu identificador perquè les instàncies WaiterApp hi puguin treballar.
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! Aquesta política soluciona el problema de poder tenir instàncies duplicades del 
mateix tiquet però aquesta implementació hauria de venir donada per la llibreria 
JRCRemoteCall. Com ja hem comentat en altres ocasions no hem disposat de prou temps 
per implementar aquesta funcionalitat a la llibreria però estarà disponible en versions 
futures de la mateixa ja que la identificació d’objectes en sistemes distribuïts és un 




! A l’apartat d’implementació definirem les tecnologies usades per complir els 




• Detalls de la implementació
! No incloem quasi ninguna part de l’implementació del projecte. En primer lloc 
l’interès és reduït per l’objecte d’aquest document, en segon tot el codi especific de 
WaiterApp i TacTill és privat a l’empresa
! El codi de la llibreria està disponible al github i es pot consultar a: 
! http://www.github.com/jpellat/JRCRemoteCall
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4.1 - El llenguatge Objective-c
! Hem fet una petita introducció de la història i les funcionalitats bàsiques del 
llenguatge en el apartat d’anàlisi, aquest punt està destinat a ampliar aquesta introducció
Llenguatge dinàmic
! Igual que altres llenguatges com el java objective-c avalua en temps d’execució 
quin és el codi a implementar per un mètode.
! Les classes de objective-c estant 
representats com a structs en c. Tota 
instància d’objecte en objective-c té un 
punter que apuntar al struct representant 
de la seva classe.
! Aquesta estructura permet avaluar 
en temps d’execució quin codi s’ha d’executar per una crida en concret. Això es fa a 
través de la taula class_methods del struct.
! De la mateixa manera també és fàcil en temps d’execució afegir nous mètodes a 
una classe o inclús modificar el codi al que apunten els mètodes de la taula(no recomenat 
per apple). Una forma senzilla de fer això són les categories.
! Les categories són extensions de una classe, on podem afegir mètodes. En temps 
d’execució podrem carregar categories d’un objecte això provocarà modificar la taula per 
afegir mètodes o inclús modificar-ne d’existents modificant així el comportament de 
l’objecte. Aquesta últim us no és gens recomanat ja que mai podrem assegurar en quin 
ordre es carreguen les categories i per tant no podrem preveure el comportament de 
l’objecte.
! Trobem un exemple de categoria en una de les últimes funcionalitats que estic 
implementant a la llibreria JRC és que un objecte no necessiti implementar la interfície 
ParsableObject per poder ser generat en un diccionari, que aquesta opció sigui possible 
però que en cas que la interfície estigui implementada tinguem un mètode per defecte de 
fer-ho. Això és possible gràcies a un altre aspecte de els objectes de objective-c, que 
conformen el Key-Value coding. 
! El KeyValue coding estableix mètodes per accedir als paràmetres d’un objecte com 
si l’objecte fos un diccionari. Entre això i poder consultar els paràmetres de l’objecte que 
es poden trobar en el struct del que parlàvem al principi d’aquest punt podia fer un 
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algoritme que generés un diccionari d’un objecte sense necessitat de que implementés 
cap interfície.
! La pregunta era on introduir aquest codi. Aquesta era una funcionalitat que tots els 
objectes del meu sistema havien d’implementar.  Com que tots els objecte de objective-c 
per conveni hereten de NSObject (o algun dels seus antecessors n'hereta) puc introduir el 
codi a NSObject. Per suposat NSObject no es pot modificar ja que és un objecte del 
CoreFoundation Framework de Apple(Una llibreria amb  les implementacions dels objectes 
més essencials per treballar amb  objective-c com diccionaris, arrays, números, 
Strings, ...). 
! Així doncs tenim dos solucions, crear un objecte que hereti de NSObject i del qual 
hauran d’heretar tots els objectes del sistema que és una solució nefasta que afegeix el 
problema de que els objectes que han de ser transmesos segueixen necessitant heretar 
d’una interfície del framework tot i que no hagin de fer la implementació o aplicar una 
solució més elegant, les categories. Crearem una categoria amb el codi i que estengui 
NSObject i només carregarem la categoria quan es necessiti. Això es farà en temps 
d’execució i des de dins de la llibreria amb lo qual els objectes del sistema no han de 
conformar a cap interfície ni heretar de cap objecte ni implementar absolutament res.
! Aquest ha sigut només un exemple del us de les categories i de les facilitats que 
ens ofereix aquesta qualitat. 
! Una altre característica que fa dinàmic objective-c és la reflexivitat. Com que els 
objectes tenen un punter que apunten al struct que defineix la seva classe vol dir que un 
objecte pot saber de quina classe és. Usem aquesta característica en moltes parts del 
codi però especialment quan estem a l’etapa de generació parsejarem diferent els 
objectes predefinits en el protocol(strings, números i arrays) que la resta d’objectes del 
sistema. En aquesta etapa podem aplicar el mètode més convenient en funció del tipus de 
l’objecte
Protocols
! En objective-c no podem usar multiherència, així doncs tot objecte pot heretar 
únicament d’una classe. Per complementar la herència única objective-c té els protocols. 
Els protocols són interfícies sense implementació, quan un objecte conforma un protocol 
significa que té implementada la interfície del protocol
! Una de les funcionalitats interessants de les interfícies són els tipus de mètodes. 
Podem definir un mètode com a @optional o @required. Si el mètode és @opcional 
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significa que el mètode no té perquè estar implementat per dir que la classe conforma al 
protocol, en canvi necessitem tenir una implementació per tots els mètodes @require.
! A l’hora de compilar no té cap  importància de quin tipus és un mètode però és una 
convenció que s’usa per indicar si abans de cridar el mètode verifiquem que estigui 
implementat o no. Si no ho verifiquem és perquè per el correcte funcionament de la classe 
que usa l’objecte que conforma el protocol el mètode ha d’estar implementat
Gestió de memòria
! Objective-c inclou ara ARC(automatic reference counting). Aquest concepte ha 
estat mencionat i breument explicat en altres parts del projecte.
! L’automatic reference counting consisteix en portar una compte de tots els punters 
que retenen un objecte. Els punters de objective-c poden ser de tipus strong o weak. 
Quan usem un punter strong per referenciar un objecte estem indicant al llenguatge que 
aquell objecte no pot ser eliminat fins que el punter deixi de referenciar-lo. Un punter weak 
en canvi permet al sistema eliminar l’objecte inclús si l’està referenciant.
! Aquestes indicacions poden fer pensar en que el ARC de objective-c és equivalent 
al garbage collector però això és fals. Quan compilem el nostre projecte en objective-c les 
assignacions a punters strong seran compilades amb un codi que reduirà la compta de 
l’objecte al que apuntava abans i l’augmentarà al nou. Si la compta de l’objecte al que 
apuntava ha arribat a 0 s’elimina automàticament. Això ens estalvia tenir un procés que 
recorre la memòria en busca de objectes que s’hagin d’eliminar i fent més efectiva la 
gestió de memòria.
! En les versions anteriors les operacions de reduir i augmentar el contador de 
referències es feia manualment amb els mètodes retain i release. Aquests mètodes són 
els que usen quan compilen els punters strong.
Blocs
! Els blocs són fragments de codi encapsulats a dins d’un objecte d’objective-c. 
Aquests objectes poden tenir variables d’entrada i generar un resultat igual que una 
funció. Un cop  definits es poden retenir com qualsevol altre objecte i executar-se quan 
siguin necessaris.
! Hem usat aquesta estructura en gran part del nostre framework per implementar 
patrons on-completion. En els patrons delegat el delegat ha de conformar a un protocol i 
implementar els mètodes del mateix. Un altre opció és eliminar el patró delegat i en vés 
123
tenir un delegat tenir paràmetres de l’objecte que siguin blocs que es cridin en situacions 
diferents...
! No hi ha una resposta general sobre quin és millor patró, depèn de la situació. 
Fiquem un exemple del nostre projecte. la connexió necessita un codi a cridar quan un 
peer es desconnecta o ens hem desconnectat del servidor, aquest mètode es pot cridar 
en qualsevol moment i totes les instàncies de connexió inclús si les cambiem cridaran 
exactament el mateix codi. En aquest tipus de cas prefereixo crear un delegat, ja que com 
a usuari no vull redefinir per cada connexió que creï un bloc per cada un dels 
esdeveniments en que necessita la meva interacció el framework.
! En canvi quan realitzo una crida remota, el codi que s'executarà al retorn serà 
difícilment semblant segons la situació i em sembla molt més lògic definir-lo en el moment 
que faig la crida ja que em dona una falsa sensació síncrona dels esdeveniments, per 




! El iOS SDK(Software developer kit) és un conjunt de llibreries que ens aporten 
totes les funcionalitats necessàries per poder programar per dispositius amb sistema 
operatiu iOS. 
! Els sistema operatiu iOS, com la majoris de sistemes operatius, actua com un 
intermediari entre el conjunt de hardware del dispositiu i les aplicacions que s’executen en 
el mateix. per facilitar la programació les aplicacions no necessiten comunicar-se 
directament amb  el hardware, sinó que hi ha una sèrie de llibreries que faciliten aquesta 
comunicació (iOS SDK).
! Com molts altres sistemes operatius iOS segueix un patró arquitectònic de 
programació en capes. Les capes d’abaix són capes de baix nivell i són aquelles que es 
comuniquen directament amb el hardware. En el cas iOS estan escrites en c. Les capes 
més altes estan escrites en objective-c per oferir interfícies en aquest llenguatge. Això és 
degut a que c, al ser un llenguatge de més baix nivell és més optimitzable que objective-c 
on cada classe suposa tenir estructures extra i cada execució d’un mètode suposa 
consultar les taules dels struct de classe en procés d’execució.
!
! La capa de “Application” és el codi que hem escrit per fer l’aplicació i el que conté 
tota la lògica de la mateixa.
! La capa “Cocoa touch” conté els frameworks clau per la programació d’aplicacions. 
Dona suport a tecnologies claus com “multitask”, els clics que arriben per pantalla, totes 
les classes necessàries per implementar la interfície(UIKit), el sistema de notificacions, 
etc. Quan durant el treball parlàvem de controladors contenidor, de controlador, de vistes, 
del centre de notificacions totes les classes necessàries per poder aplicar aquests estan 
en aquesta capa.
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! La capa “media” és l’encarregada d’oferir les interfícies necessàries per gestionar 
les tecnologies relacionades amb gràfics(tant 2D com 3D), audio i vídeo.
! La capa de “Core services” és una capa de baix nivell del SDK. Té interfície de 
classes implementen serveis claus per poder programar per iOS(Comunicació en xarxa, 
multifil, estructures de dades, comunicació amb altres processos, accés a dades del 
telèfon, ...). Podem trobar-hi tant interfícies en c com per les interfícies que gestionen el 
codi multifil, com interfícies en objective-c per estructures de dades com el array(NSArray) 
o string (NSString). Tot i que hi hagi classes amb interfícies en objective-c totes les 
classes estan escrites en c per aspectes d’optimització. S’utilitza un patró bridge per 
connectar les interfícies en objective-c amb el codi equivalent en C.
! La capa de CoreOS és la capa del nucli del sistema operatiu i controla els aspectes 
de baix nivell perquè la resta de frameworks puguin usar aprofitar-se’n. Els pocs 
frameworks als que es pot accedir d’aquesta capa són per accelerar processos 
matemàtics, accessos externs o seguretat.
Cicle de vida d’una aplicació
! Una de les característiques a comentar en el sistema operatiu iOS és que només hi 
pot haver una aplicació mostrant la seva interfície a la vegada. Desde el punt de vista de 
l’usuari només hi ha una aplicació que estigui funcionant a la vegada. Quan l’usuari apreta 
el botó home l’aplicació desapareix i entre en estat “background”. En versions anteriors el 
sistema ni tant sols era multitask i quan es clicava el botó home d’una aplicació aquesta 
acabava.
! Una aplicació en background pot realitzar molt poques operacions com ara 
consultar el gps o algunes operacions de xarxa.
! En contrapartida quan una aplicació entre en background serem notificats i abans 
de que no podem realitzar cap operació tenim aproximadament 7 segons per executar el 
codi necessari abans de no disposar més del processador en excepció dels casos 
esmentats anteriorment.
! En el cas de WaiterApp aprofitarem aquest interval de temps per actualitzar amb el 
servidor les transaccions dels tiquets que no hagin estat actualitzats. A continuació veiem 
un diagrama de flux que ens mostrar els estats pels que pot passar una aplicació:
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! La comunicació entre el sistema operatiu i l’aplicació per notificar aquests canvis 
d’estat es fa a través d’un patró delegat. Quan l’aplicació s’engegui es cridarà la funció 
main que s’encarregarà de crear un delegat que rebrà totes les notificacions de canvis 
d’estat o esdeveniments externs de l’aplicació.
! La pràctica més utilitzada és heretar del AppDelegate de Apple i reescriure els 
mètodes que reben els esdeveniments externs de l’aplicació. Quan el delegat rebi el 
missatge de que entrarà en background realitzarem les operacions pertinents.
127
!128
4.3 - Llibreries usades
! En aquest apartat mencionarem les llibreries externes que no formen part del SDK 
de apple que hem usat per fer el projecte:
CocoaAsyncSocket
! CocoaAsyncSocket és una llibreria usada open source que ha escrit Robbie 
Hanson i que es pot trobar en el repositori github:
https://github.com/robbiehanson/CocoaAsyncSocket
! CocoaAsyncSocket és molt usada en la comunitat iOS i ens dona una interfície 
senzilla per realitzar de forma asíncrona recepcions i enviaments de dades a través de un 
port TCP o UDP.
! L’hem usada a WaiterApp per implementar la fase de transmissió del nostre 
protocol. Per fer-ho hem un usat un patró adapter pel que el nostre framework ja està 
preparat:
! En aquest diagrama veiem com hem creat un objecte anomenat JRCAsyncSocket, 
el adapter, que hereta de la interfície de JRCSocket que la llibreria ofereix. Aquest objecte 
contindrà una instància de GCDAsyncSocket que és la implementació que desitgem 
adaptar. 
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! JRCAsyncSocketrebrà les crides de les connexions per enviar missatges i les 
executarà a través el mètode send de la classe GCDAsyncSocket. També se li notificarà 
els missatges rebuts a través d’un patró delegate que GCDASyncSocket implementa i en 
notificarà el seu delegat.
! Aquest patró és molt útil per extendre el funcionament de la llibreria i com ja hem 
explicat en l’etapa de disseny tota la nostra llibreria està preparada per ser estesa, ara 
tenim un exemple de com.
NSNetService i NSNetServiceBrowser
! Per implementar la busca i publicació de serveis hem usat les classes que conté el 
CoreFoundation Freamework i implementen el protocol bonjour amb el propòsit esmentat.
! NSNetService és una representació d’un servei i també conté la interfície 
necessària per la seva publicació amb el protocol bonjour. NSNetServiceBrowser és una 
interfície per buscar serveis que hagin sigut publicats amb el protocol bonjour.
! Per integrar aquestes classes hem usat el patró adapter que hem explicat en el 
punt anterior
YAJLiOS
! YAJLiOS (Yes Another Json Library  iOS) és una llibreria en codi obert que ens 
permet transformar un String en format JSON a un diccionari. Es pot trobar en un 
repositori de gihub:
https://github.com/gabriel/yajl-objc
! Hem usat YAJLiOS per implementar el parser i el generador per defecte de la 
llibreria JRC. Per adaptar-la al nostre projecte hem usat un patró adapter com en els 
casos anteriors.
! La interfície de YAJLiOS s’adaptava perfectament a les nostres necessitats ja que 
transformava Strings a diccionaris que és el comportament que havíem dissenyat per el 




! En aquesta secció explicarem quins sistemes de testing hem usat per assegurar el 
bon funcionament de l’aplicació. El testeig és una part essencial d’un projecte i hi han 
molts factors que hi influeixen. En el nostre cas tenim un sistema distribuït, això és una 
dificultat afegida per dissenyar els tests necessaris.
! WaiterApp és basicament una interfície que envia transaccions a TacTill. Tota la 
lògica dels càlculs dels tiquets està implementada a TacTill i no forma part d’aquest 
projecte. Si bé és veritat que WaiterApp fa càlculs interns sobre els preus dels tiquets per 
tenir un resultat sense necessitar d’actualitzar el tiquet amb TacTill, el codi l’hem reüsat de 
TacTill i per tant hem de suposar que és correcte.
! A TacTill només hi hem implementat el sistema de transaccions. El sistema de 
transaccions fa crides a les interfícies del model de TacTill que ja estan implementades i 
no formen part del projecte. 
! Així doncs les principals fallades les podem tenir per la interfície de WaiterApp i per 
el sistema de transmissió de crides, publicació i busca de serveis que està implementat a 
la llibreria JRC. 
! Per testejar el sistema hem usat dos tècniques:
• Unit-Testing de la llibreria JRC
• Tests experimentals  de tots els casos d’us del sistema
• Aplicacions de suport per verificar el funcionament de la llibreria
• Beta-Testing amb restauradors reals
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5.1-UnitTesting
! El unit-testing consisteix en crear una sèrie de proves per cada classe del sistema, 
en el nostre cas la llibreria JRC, per assegurar el seu bon us. És un molt bona pràctica per 
testejar les parts del model d’una aplicació i de elements que fonamenten la lògica del 
mateix.
! Per altra banda és molt útil en sistemes que es programen de forma col·laborativa 
com projectes open source. En el nostre cas el framework que ens facilita fer aquests 
testos unitaris està integrat a XCode, l’entorn de desenvolupament de Apple. Quan 
acabem les modificacions d’una part del software podem compilar-lo i provar-lo. Quan el 
provem tots els testos unitaris seran executats i n’obtindrem els resultats per la consulta 
que ens indicaran quins han passat el test i quin no.
! La programació de testos unitaris es fa a través de assercions. Durant el test les 
assercions s’asseguren que els resultats obtinguts són els esperats. Per exemple, 
nosaltres generem una crida amb una sèrie de paràmetres que hem predeterminat que 
coneixem. Nosaltres sabem el resultat que hauríem d’obtenir al generar el diccionari 
d’aquesta crida. En aquest cas assertarem que el procés és correcte comparant el 
diccionari generat per la nostra classe testejada amb un diccionari que hem creat i que 
sabem que és el resultat correcte.
! Una de les dificultats més gran dels testos unitaris és poder aïllar una classe de les 
seves dependències. Per exemple, volem testejar la nostra classe JRCConnectionClient i 
volem testejar la lògica de la funció sendRemoteCall(...). Però durant l’execució d’aquesta 
funció hi ha altres objectes implicats com un generador, o els objectes que conformen la 
crida o el socket amb el que enviarem la connexió. Els tests unitaris el que busquen és fer 
tests de les classes per separat però què passa quan té dependències? Si la crida falla 
com podrem assegurar que ha fallat per culpa de JRCConnectionClient i no d’una altre de 
les classes amb la que ha interaccionat? La resposta és el mocking d’objectes.
! Els objectes mock són objectes que imiten el comportament d’un objecte 
determinat implementant la seva lògica però buits de lògica. En el cas que estavem 
explicant en el paràgraf anterior, com podem eliminar el generador de l’equació? doncs 
substituint la instància del generador per la instància d’un objecte que sabem que no 
fallarà, per exemple un generador que retorna sempre el mateix string (configurarem el 
string depenent del test per a que sempre retorni el resultat esperat). El generador serà el 
nostre objecte mock. Ara si falla el test de sendRemoteCall(...) sabrem que no ha sigut 
culpa del generador ja que ell retornava de ben segur el string correcte, doncs el sabia 
quan ha sigut creat per el test.
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! Per implementar el mocking d’objectes he usat una llibreria en open source que es 
diu OCMock(Objective C Mock), una llibreria escrita per Mulle Kybernetic i de la que es 
pot trobar més informació a:
http://ocmock.org
! Aquesta llibreria ens permet crear objectes en runtime, establir-ne la interfície i el 
resultats esperats a les possibles crides que poden rebre. Unaltre funcionalitat fantàstica 
de la llibreria és que ens permet saber si el mètode de l’objecte ha sigut o no executat i 
llançar una asserció en cas de que el comportament no sigui l’esperat.
! Per acabar, una altre avantatge dels tests unitaris és que tot el codi generat per els 
tests no es compila quan es crea una build del projecte. Per tant assegurem que el codi 
generat per fer tests del sistema no genera bugs al sistema. Aquest petit detall és molt 
important ja que ens permet ser més flexibles en com implementem aquests testos i fer 
coses que no faríem al nostre sistema per por que pogués causar una fallada en el futur 
com per exemple usar categories per sobreescriure mètodes de classes de les quals 
volem canviar el comportament per el test.
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5.2 Tests experimentals
!  Una de els maneres més afectives de testejar la interfície i funcionament d’una 
aplicació són els tests experimentals. 
! Des del meu punt de vista lo ideal amb  WaiterApp hagués sigut crear tests 
d’interfície automàtics dels casos d’us del sistema, però un cop  més el temps per realitzar 
aquest projecte era limitat i no hem disposat de temps per fer-ho. Potser es realitzarà en 
un sprint post-projecte.
! Respecte als testos experimentals al final de cada sprint es feia un test de tots els 
casos d’us implementats fins al moment, incloent-hi els implementats en sprints anteriors. 
A través d’aquests testos es trobaven errors d’implementació i es solucionaven. Un cop 
solucionat un error els tests havien de recomençar desde el principi.
! Un cop acabada la implementació del projecte es van realitzar tests més 
exhaustius de càrrega per comprovar que els requeriments del sistema establerts a la 
fase d’anàlisi es complien, pel qual no hi va haver cap  problema. Els testos van ser 
efectuats amb 8 iPhones treballant amb un iPad com a servidor i no es va observar un 
augment en el temps de resposta amb el servidor.
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5.3 - Aplicacions de suport
! Per a fer tests experimentals a la llibreria com a afegit als testos unitaris es van 
crear dos aplicacions de suport, una que funciona com a servidor i una que funciona com 
a client. Aquestes implementen els casos d’us més importants de la llibreria:
• Client
• Buscar un servei
• Connectar-se a un servidor
• Enviar una crida amb paràmetres predefinits per el protocol
• Enviar crida amb paràmetres objectes
• Servidor
• Publicar un servei
• Rebre una crida d’un client amb paràmetres predefinits per el protocol




! El beta-test consisteix en provar l’aplicació amb fer proves d’utilització amb  
persones que no han intervingut en el desenvolupament del projecte. En aquest cas 
usarem els clients actuals de TacTill interessats en el projecte que provin el seu 
funcionament.
! El procés de beta-test encara no ha començat. L’empresa espera a treure la seva 
nova versió del software TacTill per incloure la part del servidor. Els clients interessats en 
WaiterApp ja han estat escollits i s’els autoritzarà per descarregar l’aplicació per usar-la a 




! La planificació del projecte s’ha realitzat a través d’sprints de dos setmanes. El 
projecte ha estat realitzat en 6 sprints. En aquest apartat mostrarem un diagrama de gant 
per cada un dels sprints amb les tasques implementades durant el mateix. Finalitzarem 
amb  un anàlisi dels cost en hores del projecte i com es remunerarien aquestes hores en 
un projecte real.
Sprint 1
! La part més important del primer Sprint s’ha destinat al anàlisi i disseny de 
l’arquitectura del sistema. Durant el mateix hem creat els projectes necessaris i la seva 
arquitectura més bàsica. També hem fet un anàlisi de les parts que es podien reaprofitar 
del projecte principal de l’empresa: TacTill.
! L’anàlisi de les tecnologies va comportar menys temps del que esperàvem gràcies 
a la implementació inclosa en les llibreries de Apple i el seu fàcil us.
Sprint 2
! D’acord amb la filosofia de poder entregar una build amb alguna feature 
implementada als product owners(TacTill) vaig dedicar aquest sprint a crear un dels 
primers casos d’us de l’aplicació. La consulta de tiquets. Per això hem realitzat una 
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primera implementació del protocol, que no contenia ni gestió d’errors ni una gestió 
avançada de les crides però ens permetia obtenir el model.
Sprint 3
! En aquesta tercera iteració em vaig centrar en el retorn d’errors i la gestió de la 
connexió del framework. En una segona etapa vaig implementar la base del patró 
transacció i amb una interfície molt precària permetre modificar els tiquets i enviar-ne les 
transaccions.
Sprint 4
! En aquest Sprint em vaig centrar en poder publicar i buscar un servei. Un cop  
implementada la part de la llibreria vaig crear una interfície tant a client com a servidor i 
vaig adaptar-los per poder publicar i mostrar el servei concret del sistema. Vaig tardar 
menys temps de l’esperat així que vaig poder crear dos aplicacions de test per la llibreria i 
refer les interfícies de forma definitiva per afegir producte i fer el cas d’us crear tiquet.
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Sprint 5
! Durant l’sprint 5 vaig deixar de banda la llibreria per centrar-me en les aplicacions 
WaiterApp i TacTill. Al final de l’sprint havíem implementat el sustema d’autenticació i de 
impressió per la part de client i servidor
Sprint 6
! En l’sprint 6 només quedaven casos d’us menors com el descompte o afegir una 
tiquetLine. Per crear la vista calculadora vam aprofitar el codi de l’aplicació TacTill. La part 
més extensa de l’sprint va estar dedicada a la documentació i realitazar tots els testos 
possibles a l’aplicació
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5.2 - Cost del projecte
Concepte Unitats Preu





! A la taula anterior podem observar un recompte de les hores invertides en 
programació i en funció del seu cost estimat calcular el cost estimat del projecte. També 




! Tot i que hi ha moltes llibreries que implementen protocols de comunicació en 
Objective-c per iOS, és molt difícil trobar-ne que implementin la part de servidor. Això és 
degut a que aquests dispositius tendeixen a operar com a clients degut a les seves 
característiques. 
! La creixent demanda de software compatible amb aquests dispositius genera una 
necessitat de llibreries que els hi permetin actuar com a servidor. Per solucionar aquest 
problema hem implementat una llibreria de comunicació que hem anomenat 
JRCRemoteCall. Aquesta llibreria implementa un protocol de comunicació inspirada en els 
protocols RPC.
! La creació d’aquesta llibreria ha sigut un èxit i ha sigut un suport per crear 
l’aplicació WaiterApp a demanda de l’empresa TacTill així com realitzar les modificacions 
a l’aplicació insígnia de l’empresa que porta el mateix nom que la mateixa.
! Tot i això, a aquesta llibreria encara li queda molt recorregut per ampliar-se i afegir-
hi funcionalitats. La més important poder realitzar crides a objectes concrets del servidor 
des de un client. Això serà possible gràcies a un esforç de disseny que s’ha pogut veure 
reflexat durant la realització d’aquest projecte. Separar la llibreria en mòduls, separar les 
interfícies de les implementacions i l’aplicació de patrons de disseny ha sigut clau per 
permetre la futura modificació i extensió de la llibreria.
! Poder fer la llibreria pública gràcies al permís de l’empresa facilitarà l’evolució de la 
llibreria en un futur per la comunitat de desenvolupadors interessats en aplicar-la i podria 
reduir en un futur costos de desenvolupament de TacTill.
! Un altre element que ha permès la flexibilitat de la llibreria és el llenguatge en el 
que està implementada. Objective-c és un llenguatge dinàmic i un dels que cada dia 
s'estén més gràcies al seu us en dispositius iOS. La gran quantitat de documentació i 
implementació de llibreries que hem pogut usar en el desenvolupament de la llibreria 
(Protocol Bonjour, Sockets asíncrons, ...) ens ha permès realitzar el projecte en el temps 
previst.
! TacTill ha obtingut una nova aplicació que podrà afegir al seu catàleg: WaiterApp. 
Els objectius marcats en el principi del projecte per WaiterApp s’ha complert amb escreix. 
Permetrà als cambrers operar des de dispositius mòbils sincronitzats amb una instància 
de l’aplicació TacTill sense la necessitat de que el comerç disposi d’una connexió a 
Internet, i per tant, al BackEnd de TacTill.
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! La aplicació WaiterApp permet als cambrers la consulta, creació i modificació de 
tiquets així com la seva impressió. Ofereix un sistema d'autenticació i de control d’accés i 
permet restringir els permisos des de la instància de TacTill.
! El codi generat tant per l’aplicació TacTill com de WaiterApp és extensible, 
modificable i documentat el que en permetrà un fàcil manteniment.
! Per altra banda, gràcies a la creació de la llibreria, l’empresa obté un mètode per 
comunicar les instàncies de les seves aplicacions  aprofitable per altres aplicacions. El 
pròxim projecte en el que s’aplicarà serà realitzar una aplicació que, connectada a una 
instància TacTill, sigui capaç de funcionar com una rèplica de la caixa registradora i poder 
tenir més d’una caixa funcionant en un mateix comerç on una funciona com a servidor i la 
resta com a clients i per tant interfícies de la primera.
! L’aplicació del protocol Model-View-Controller integrada en el SDK destinat a la 
interfície gràfica (UIKit) de Apple facilita la creació d’interfícies i la independència entre les 
classes del model i de les vistes.
! Respecte al test de l’aplicació, els resultats obtinguts han sigut positius però ha 
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