The diagnosability problem of faults is studied in the framework of vector discrete-event system (VDES). A VDES is a discrete-event system model in which a system state is represented by a vector with integer components, and state transitions are represented by integer vector addition. Predicates are employed to verify the fault diagnosability of VDES, since, defined as functions, predicates can conveniently identify particular state sets of interests. Specifically, system states are partitioned into different subsets by predicates, and the fault diagnosability of a system is verified by checking a subset of states. A sufficient condition for fault diagnosability of VDES is presented first. A necessary and sufficient condition is then developed. According to the two conditions, two types of predicates are given to partition the states in a VDES. In this work, a diagnoser or a full state enumeration is not constructed, whose complexity is exponential with respect to the system state size. In order to verify whether a system satisfies the proposed conditions, several polynomial algorithms and an algorithm by constructing a tree automaton are developed. Several examples are provided to illustrate the results obtained in this paper.
I. INTRODUCTION
As discrete-event systems (DES) become more and more complex, the fault diagnosis of DES is no longer an easy task that can be performed by experience or through trial and error. It is important to develop a systematic approach to diagnostic problems. Diagnosability of DES [1] , [2] deals with the possibility of detecting faults, within a finite delay, after their occurrences. By recording the observed behavior of a DES, fault detection performs as a monitor to timely provide a set of faults that could have happened. Supervisory control theory is used in enhancement of the diagnosability of a system, in addition to deadlock prevention [3] - [5] , design of supremal nonblocking supervisor [6] , [7] , [46] , [47] ,
The associate editor coordinating the review of this manuscript and approving it for publication was Zhenbao Liu . supervisory control of Petri nets (PN) [8] - [12] , and real-time scheduling [13] , [14] .
Diagnosability of DES is first defined formally in [15] . An event-based fault diagnosis method is proposed for regular languages represented in finite state machine (FSM) models in [15] , [16] . Studies on the partial observation and observability of DES were conducted in the 1980s and early 1990s [17] , [18] . Lin and Wonham [17] study the supervisory control and observation problem under an FSM framework, where both the system states and events are partially observable. For a partially observed system, an automaton called a diagnoser can test the diagnosability. Diagnoser exposes, after an observed event, a set of faults that could have happened [15] or a set of fault states that a system reaches [19] . A diagnoser is used to extend the diagnosability concept to stochastic automata in [20] and to the decentralized case VOLUME 7, 2019 This work is licensed under a Creative Commons Attribution 4.0 License. For more information, see http://creativecommons.org/licenses/by/4.0/ in [21] and [22] . A coordinated decentralized architecture consisting of local sites communicating with a coordinator that is responsible for diagnosing the failures occurring in a DES is proposed in [21] . The study in [22] presents a model-based technique for the diagnosis of large-scale active systems that are treated as distributed DES with events being received asynchronously. The concept of diagnosability is also extended in [23] , where the problem of fault-tolerant supervision of DES is considered from the viewpoint of safe and timely diagnosis of unobservable faults. In the literature, there are three main processing structures, or architectures to make a fault diagnosis decision: centralized, decentralized [26] , and distributed [24] , [25] . The problem of diagnosability has been recently addressed within the framework of PN that has a two-fold representation: mathematical and graphical. The mathematical representation of PN allows the usage of standard mathematical tools, such as integer linear programming, to verify the diagnosability of PN. A recent approach [27] using integer linear programming makes a diagnosis decision via the analysis of observation sequences. The observation sequences contain some observable events and the partial measurement of successive states visited by the system. The graphical nature of PN helps one recognize if a model belongs to a certain net subclass. For a specified PN class, efficient algorithms that exploit the peculiarity of this subclass are devised. In [28] , the concept of diagnosability is brought up for a PN system, and a diagnoser-based approach is used to check this property assuming that all places of a plant (net) are observable, all transitions are not observable, and a fault is associated with a transition. In [29] , two kinds of graphs, namely the modified basis reachability graph (MBRG) and the basis reachability diagnoser, are also proposed to check the diagnosability of PN, assuming that all places in a PN are unobservable. The problem of opacity has also been studied in the framework of PN [30] - [32] . In some way, opacity is the opposite of the diagnosability.
In the framework of PN, an automaton called ROFautomaton (ROF stands for ''the reduced automaton whose event set comprises the observable events and fault events only'') whose state space is significantly smaller than the reachability graph of a PN, is proposed to check the diagnosability of a bounded PN without unobservable cycles [33] . In particular, under the assumption that the markings and the transitions are partially observable and by exploring the relation between diagnosability and the properties of the T-invariants of a net, a sufficient condition for diagnosability is proposed based on linear programming in [34] . In [35] a sufficient condition is also presented for safe and strongly connected PN with an output function that associates an output vector with each net marking (interpreted PN). A comprehensive review of methods for fault diagnosis of systems modeled by PN is found in [36] and [37] .
Usually, due to the limited sensor availability of real-world systems, only partial observation of states and events can be obtained directly. One of the most extensively studied fault models is the one where faults are modeled as unobservable events [15] , [38] , [39] , or unobservable state transitions [28] , [40] , [41] . In [41] , polynomial-time algorithms based on a verifier for deciding diagnosability and I-diagnosability are presented. Some studies construct fault diagnosers of DES or PN solely based on marking variations in observed places [42] , or states (i.e., state-based) [43] . This paper addresses the problem of fault diagnosability analysis in a vector discrete-event system (VDES), a framework proposed in [44] , [45] , for the scenarios where sensors are placed in some components of states and some events. For example, in a hydraulic drive system, some sensors can measure the value of the voltmeter and others monitor the actions of valves.
Different from traditional automata and PN, a VDES is more flexible. VDES is a structured DES model, which is economical in modeling systems with inherent additive structure-especially, flexible manufacturing systems and some computer and communication systems. Compared with PN, VDES offers advantages of compact modeling. In the framework of VDES, PN serve as a graphical representation tool only and the mathematical net theory of PN is not used [44] , [49] . The definition of a state in a VDES is different from a PN. In a VDES, a state vector is made up of integers, which not only makes the definition of states more flexible but plays an important role in the state feedback control of a VDES [49] . For instance, in a three-dimensional coordinate system, a state is defined as a three-dimensional vector that may consist of positive integers, zero, and negative integers. However, a marking in a PN is only made up of the natural numbers since the number of tokens in a place is non-negative. Unlike PN, the supervisory control of VDES requires no addition of control places and/or arcs to control a plant. A VDES controller is implemented by examining every possible firing of enabled events at a plant state and the states of the system such that the transitions whose firings lead to a forbidden state are disabled. This paper proposes an approach to the diagnosability problem of VDES by partitioning its state set and verifying its subsets since many applications require state information. In this study, we present two predicates that can partition state set according to different conditions. A sufficient condition for diagnosability of VDES is obtained using the first predicate, called coarse predicate P coa that can be easily used to partition the state set of a VDES. Then, with a second predicate namely fine predicate, denoted by P fine , a sufficient and necessary condition is presented. The main contributions of this work are summarized as follows.
1) We study the diagnosability problem of a VDES. A sufficient condition and a necessary and sufficient condition for fault diagnosability of VDES are presented. 2) By the proposed methods, a full state enumeration is not necessary. Several polynomial algorithms and an algorithm based on constructing a tree automaton are developed to verify the diagnosability of a VDES according to the derived conditions. This paper is organized as follows. Section II provides the preliminaries on the system model and the definition of diagnosable faults that are formulated in [15] . The problem statement is described in Section III. The propositions verifying the diagnosability of VDES are formalized in Section IV. Section IV provides algorithms and several examples to illustrate the proposed methods. Finally, Section V reaches conclusions.
II. CONCEPTS AND TERMINOLOGY A. SYSTEM MODEL

A DES plant is a generator
where Q is a finite state set; is a finite event set (alphabet), partitioned into the observable event subset o and unobservable event subset uo ;
ξ : Q × → Q is a partial state transition function; q 0 is the initial state; and Q m ⊆ Q is a set of marker states. * denotes the Kleene closure of the set [1] . Extend ξ to a map ξ : Q × * → Q [1] . From now on we write ξ in place of ξ . The closed behavior of A is represented by
and the marked behavior is
where ξ (q 0 , s)! means that s ∈ * is defined (feasible) at state q 0 ∈ Q. Given a DES A, a state q ∈ Q is reachable if there is a string s ∈ * with ξ (q 0 , s)! and q = ξ (q 0 , s). Recall the definition of the closed behavior generated by A corresponding to initialization at an arbitrary state q ∈ Q:
For s ∈ * , we say that t ∈ * is a prefix of s denoted as t ≤ s, if s = tu for some u ∈ * . If L ⊆ * , the prefix closure of L is the language L consisting of all prefixes of strings in L, i.e.,
Denote L/s as the post-language [48] of L(A) after the string s, i.e.,
Let Z denote the set of integers, i.e., Z = {. . . , −1, 0, 1, . . .} and N the set of natural numbers, i.e., N = {0, 1, 2, . . .}. Let Z n (resp., N n ) denote the space of n-vectors (i.e., ordered n-tuples) with components in Z (resp., N), along with vector addition, and scalar multiplication by integers (resp., natural numbers). In algebra, Z n is equipped with a ''module over the ring of integers'', not a vector space; nevertheless we loosely speak of its elements as ''vectors'' and use vector space terminology on grounds of familiarity. We employ the ''direct sum'' operation to form structures like Z n Z m or N n Z m .
Similar to DES, a VDES in [44] , [45] , [49] is defined as G = (X , , ξ, x 0 , X m ), but with vector structure, in the general sense, attached to the state set X and transition function ξ . Thus, in general, X ! = N n Z m , while ξ : X × → X will always have the additive form:
where e σ ∈ Z n+m is called the displacement vector corresponding to an event σ ∈ . Writing x = x x , we note that in general ξ will be a partial function, defined for only those (x, σ ) pairs such that x ∈ N n and (x + e σ ) = x + e σ ∈ N n , or briefly x ≥ 0, x + e σ ≥ 0; however, no such restriction will apply to the second components x and (x + e σ ) in Z m . In particular, if N n is absent, then X = Z m , and ξ will be a total function. Let = {σ 1 , . . . , σ k } and write e i for e σ i . With X = N n Z m as above, write p := n + m and regard x and the event e i as (column) arrays of size p × 1. Bring in the matrix
as the displacement matrix for G.
We use E(·, e i ) to denote the column of E that corresponds to event e i . Now consider string s ∈ * . It will be useful to count the occurrences of the various event symbols in s. For this, define
where v j (s) is the number of occurrences of σ j in s. V (s) is the occurrence vector of s. Let ε denote the empty string. V (·) can be regarded as a morphism of monoids (N k is an additive or commutative monoid), with
In this notation we have
The evaluation of ξ (x, s) depends on x and V (s) only, but it makes sense only when ξ (x, s) is defined. Given a string s ∈ * , |s| denotes the length of s. Let X = Z n and x ∈ X . x ↑ (resp. x ↓ ) represents the subset of events that are immediately upstream (resp. downstream) from the state x.
B. PREDICATE
Let G = (X , , ξ, x 0 , X m ) be a VDES. In order to place ''conditions'' on a state x ∈ X of G, it is convenient to use a logic formalism, while it is not strictly necessary that the logic terminology is sometimes closer to natural language and intuition.
A predicate P in [44] , [45] defined on X is a function P : X → {0, 1}. P can always be identified as the corresponding state subset
The complement set of X P is X − X P = {x ∈ X |P(x) = 0}. We say that P holds on the subset X P if all x ∈ X P satisfy P. The satisfaction relation P(x) = 1 is often written as x | P (''x satisfies P''). Denoting Pred(X ) for the set of all predicates on X is often identified with the power set Pwr(X ). The operators ''¬'' (negation), ''∧'' (conjunction), and ''∨'' (disjunction) are defined as follows:
Pr simply ''erases'' the unobservable events in a string. The inverse image function of Pr is
For H ⊆ * o ,
In this study, we use ''σ ∈ s'' to denote that event σ appears at least once in string s. Define a diagnosable fault [15] as follows. Given a VDES G with an alphabet = o∪ uo and a set of fault events f ⊆ uo , a fault event
The above definition of diagnosable fault is paraphrased as follows. Let s = uε f be any string generated by a VDES G that ends in a fault event ε f , and v be any sufficiently long continuation of s. One can detect the occurrence of ε f within a finite delay, specifically in at most h events of the system after s.
Let G be a VDES with an alphabet = o∪ uo and a set of fault events f ⊆ uo . State space X is partitioned into a set of observable components X o and that of unobservable components X uo , i.e., X ! = X o X uo . The problem of diagnosability analysis of VDES is to determine if all faults are diagnosable.
III. PROBLEM STATEMENT
For real-world systems that can be modeled by VDES, it is possible that states and events are partially observable. We consider the case that the states and events of a VDES are partially observable. In other words, the sensors of a VDES are placed in some components of states and some events, which corresponds to the formalism of partially observed PN [34] .
Formally, we assume that the state space X is partitioned into a set of observable components X o and a set of unobservable components X uo , i.e., X = X o X uo . Also, we assume that the event set is partitioned into observable event subset o and unobservable event subset uo , i.e., = o∪ uo , o ∩ uo = ∅, and f ⊆ uo . We aim to verify the diagnosability of a VDES by checking the subsets of states. A predicate P defined on X is a function that classifies X into different state subsets according to different conditions. We need to look for a specific predicate for a VDES that if there exist some states satisfying this specific predicate, the diagnosability of this VDES can be determined. This motivates the following problem.
Problem 1:
= o∪ uo , and a set of fault events f ⊆ uo , find a predicate P for G such that G is diagnosable iff there does not exist states satisfying this predicate P.
IV. VERIFICATION OF FAULT DIAGNOSABILITY IN VDES
Given a VDES G = (X , , ξ, x 0 , X m ), in the rest of this paper, the following assumptions are made for the verification of its fault diagnosability. When there are no marked states, write G = (X , , ξ, x 0 ).
A. BASIC ASSUMPTIONS
This assumption means that there is at least one feasible (active) event defined at each state x ∈ X .
Assumption 2: There does not exist any loop of unobservable events in G, i.e.,
Assumption 3: The initial state x 0 is known, i.e., x 0 is unique.
In the rest of this section, a sufficient condition under above assumptions for the diagnosability of a VDES is obtained firstly. Then a necessary and sufficient condition for the diagnosability of a VDES is presented. (If) Let x ∈ X and s ∈ L(G, x). Since ξ (x, s)! and x + EV (s) = x, state x is reachable from itself via a string s. Hence, G has a loop.
Example 1 is given to illustrate Lemma 1. 
Example 1:
A VDES G is depicted in Fig. 1 with alphabet
Let s = bcd. State x 1 gets back to itself via the occurrence of s (i.e., x 1 + EV (s) = x 1 ). Hence, s is a loop.
Before giving the sufficient condition for diagnosability of a VDES, several definitions are presented.
Definition 1 (Loop-consistent states C L (τ )): Let τ be a loop of a VDES G. The set of all states in τ is called loopconsistent states denoted as C L (τ ). 
Here, we omit the detailed information of state vectors and displacement matrix.
, then x is said to be an entrance state.
Actually, an entrance state is the entry corresponding to a loop. Example 3 is given to illustrate this definition. Given a VDES G, the set of all entrance states of G is denoted by (G). Example 3: In Example 2, only state x 1 is an entrance state since G generates a loop starting from state x 1 .
Definition 3 (Common-entrance predicate P c−e ): Given a VDES G = (X , , ξ, x 0 ) with X ⊆ N n , the commonentrance predicate P c−e w.r.t. G identifies a state subset X P c−e ⊆ X by defining
For any state x | P c−e , there exists another state x ∈ (G) such that the loops corresponding to x and x have the same loop-consistent states.
Definition 4 (Common-output predicate P c−o ): Given a VDES G = (X , , ξ, x 0 ) with X ⊆ N n , the common-output predicate P c−o w.r.t. G identifies a state subset X P c−o ⊆ X by defining
. Common-output predicate P c−o identifies all states except the entrance states that have more than one upstream event, or an entrance state that has more than two upstream events.
Example 4: Consider a VDES G = (X , , ξ, x 0 ) shown in Fig. 3 
On the premise of Assumptions 1-3, if all loops in G have different projections and there does not exist states satisfying P c−e ∧ P c−o , then strings including faults have different projections with the others. In this case, G is diagnosable since all faults can be detected within a finite delay. To describe this sufficient condition formally, Definition 5 and Proposition 6 are presented.
Definition 5 (Coarse predicate P coa ): Given a VDES G = (X , , ξ, x 0 ) with X ⊆ N n , X = X o X uo , = o∪ uo , and the set of fault events f ⊆ uo , the coarse predicate P coa w.r.t. G identifies a state subset X P coa ⊆ X by defining
For any state x | P coa , there exists another state x ∈ X such that G can generate loops with the same projection from x and x respectively. Given a VDES G, if there exist states satisfying P coa , they can generate at least two different loops with the same projection according to Proposition 6. A predicate can be imagined as a classifier that partitions the set of system states according to some particular conditions. Proposition 6 is depicted in Fig. 4 , where let s 1 = σ 1 σ 2 · · · σ n , s 2 = σ 1 σ 2 · · · σ n , and Pr(s 1 ) = Pr(s 2 ). All states in X (P coa ∧P c−e ∧P c−o ) are reachable from themselves.
In order to verify the diagnosability of a VDES efficiently, we relax Proposition 6. All loops are not computed and we just calculate the general solutions of EV (s) = 0. More details can be seen in Remark 1. Algorithm 1 is proposed to determine whether the X (P coa ∧P c−e ∧P c−o ) of a VDES is empty. 13 Record the nonzero components of V i (s); 14 Use S i to denote these components ; 19 Search the same elements in , and put them into a set ; 20 Let S i = σ i1 σ i2 · · · σ ir ; 21 foreach S i = σ i1 σ i2 · · · σ ir ∈ do 22 Let X P coa = ∅; searches for the loops with the same projection and calculates the consistent states. The linearly independent solutions of effective constraints indicate that there exist loops in a system. Assume that E is a k × l matrix. Then, the time complexity of Algorithm 1 is O(l 3 + l × k).
Algorithm 2 Computation of the Set of Consistent States
Input: A VDES G = (X , , ξ, x 0 ) and an observed string w. Output: w-consistent state set C(w). 1 Let w 0 = ε and C(w 0 ) = {x 0 }; 2 Let i = 0; 3 while a new event e in w is observed do 4 Let i = i + 1, w i = w i−1 e and C(w i ) = ∅; 5 foreach x ∈ C(w i−1 ) do 6 Compute x = x + E(·, e); 7 Set C(w i ) = C(w i ) ∪ {x }; Generally speaking, state information cannot be directly obtained due to limited sensor availability in many real-world systems. Thus, it is necessary to estimate system states. However, we only use event sensors to detect a fault. Actually, state information helps us verify the VDES diagnosability directly. Given a string s ∈ * with Pr(s) = w, we define the set C(w) of w-consistent states as the set of all states that a system can reach. To compute the set of consistent states, Algorithm 2 is proposed, which is a recursive online procedure that computes the set of consistent states as events are observed.
The idea is straightforward. For each observed event, one considers all events that have the same observation. Then, one simply enumerates all consistent states. We assume that the number of consistent states is N k−1 when the observation string has length k − 1. Suppose that the alphabet of a system is , then the complexity of Algorithm 2 is O(N k−1 × | | × N k ). a 2 , b 1 , b 2 , c 1 , c 2 , d 1 , d 2 , e, ε f }. 1 MATLAB has already provided a function to calculate the general solution of the homogeneous linear equations. (11) ]. The initial state is [1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0] T . G can be shown in a matrix form. Displacement matrix E ∈ Z 11×10 is given below: 
1) ILLUSTRATIVE EXAMPLES
Based on Proposition 6, if x 1 , x 2 | P coa , the system generates at least two different loops s 1 and s 2 from x 1 and x 2 , respectively, with Pr(s 1 ) = Pr(s 2 ), such that x 1 + EV (s 1 ) = x 1 and x 2 + EV (s 2 ) = x 2 hold. The linear constraints shown below are obtained by EV (s) = 0. If a string satisfies EV (s) = 0, it is a loop due to Lemma 1.
Since V (·) ≥ 0, V (a 1 ) and V (ε f ) must be zero. Thus, constraints (4-1) and (4) (5) (6) are redundant and can be removed. Constraints (4-3), (4-4) and (4-5) can be replaced by
. Similarly, constraints (4-8), (4-9), (4-10) and (4-11) can be replaced by V (b 2 ) = V (c 2 ) = V (d 2 ) = V (e). The effective constraints are reduced to ∈ N 11×1 with the initial state [1, 0, 2, 0, 1, 0, 0, 0, 0, 1, 0] T . All components of a state are observable. For an intuitive view, a graph description of this VDES is given in Fig. 6 .
In this system, X P coa = {[0, 0, 3, 0, 1, 0, 1, 0, 0, 0, 0] T , [0, 0, 0, 3, 1, 0, 1, 0, 0, 0, 0] T , [0, 0, 2, 0, 0, 1, 1, 1, 0, 0, 0] T , [0, 0, 3, 0, 0, 0, 0, 0, 1, 0, 0] T , [0, 0, 0, 3, 0, 0, 0, 0, 1, 0, 0] T }. Clearly, there exist the states satisfying (P coa ∧ P c−e ∧ P c−o ), implying that the diagnosability of this system cannot be decided directly.
Note that the condition given in Proposition 6 provides only a sufficient (but not necessary) for the diagnosability of a VDES. Hence, it may be too restrictive in some cases since if there exist some states satisfying (P coa ∧P c−e ∧P c−o ) (i.e., X (P coa ∧P c−e ∧P c−o ) = ∅), the diagnosability of this system is uncertain. To overcome this drawback, a sufficient and necessary condition is presented next.
C. SUFFICIENT AND NECESSARY CONDITION FOR DIAGNOSABILITY OF VDES
Give a VDES G = (X , , ξ, x 0 ) with X ⊆ N n , X = X o X uo , = o∪ uo , and a set of fault events f ⊆ uo . Recall that we have introduced the definitions of the entrance state and the set of all entrance states. If there exist some entrance states corresponding to the loops with the same projection but not including faults, these states are categorized into a particular state subset i (X P coa ), where i (X P coa ) ∈ Pwr(X P coa ∩ (G)) (i ∈ Z + ). Similarly, if there exist entrance states corresponding to the loops with same projection and including faults, these states are categorized into a particular state subset f j (X P coa ), where f denotes faults and f j (X P coa ) ∈ Pwr(X P coa ∩ (G)) (j ∈ Z + ). Example 7 is given to illustrate the meaning of the (X P coa ). 1 (X P coa ) = {x 1 , x 3 } and 2 (X P coa ) = {x 5 }. Since x 1 and x 3 are entrance states of loop (ab) * , 1 (X P coa ) = {x 1 , x 3 }.
If some system states satisfy predicate P coa given in Proposition 6, all loops with the same projection can be obtained. By a tree automaton construction method, we can determine whether there exist some strings containing faults. Based on the above discussion, a sufficient and necessary condition for the diagnosability of a VDES is given.
First, the entrance states in X P coa are selected and categorized into different subsets. Entrance states in the same subset are entries of loops with the same projection. Then, some strings from entrance states in the same subset are derived and the projections of these strings can be determined. To describe this sufficient and necessary condition formally, Definition 8 and Proposition 9 are presented.
Definition 8 (Fine predicate P fine ): Given a VDES G = (X , , ξ, x 0 ) with X ⊆ N n , X = X o X uo , and = o∪ uo , a set of fault events f ⊆ uo , and coarse predicate P coa , the fine predicate P fine w.r.t. G identifies a state subset X P fine ⊆ X by defining
The definition of fine predicate P fine can be explained as follows. States satisfying P fine can reach the states in i (X P coa ) via at least two strings with the same projection, and some of these strings contain faults, or reach the states in f j (X P coa ) via at least two strings with the same projection. Proposition 9: Given a VDES G = (X , , ξ, x 0 ) satisfying Assumptions 1-3 with X ⊆ N n , X = X o X uo , = o∪ uo , and a set of fault events f ⊆ uo , G is not diagnosable iff (∃x ∈ X )x | P fine .
Proof : (Only if) If G is not diagnosable, there exists a state x in X such that x satisfies P fine , due to Definition 8.
(If) Based on Definition 8, X P fine is the union of the two subsets. If there exists a state x in X such that x satisfies P fine , the following cases need to be concerned: 1) there exist s 1 , s 2 ∈ L(G, x), ε f ∈ s 1 and Pr(s 1 ) = Pr(s 2 ) such that x + EV (s 1 ) ∈ i (X P coa ) and x + EV (s 2 ) ∈ i (X P coa ) according to the definition of P fine . Assume that x + EV (s 1 ) = x 1 ∈ i (X P coa ) and x + EV (s 2 ) = x 2 ∈ i (X P coa ).
Obviously, x 1 and x 2 are entrance states corresponding to the loops with the same projection. Since Pr(s 1 ) = Pr(s 2 ), ε f cannot be detected within a finite delay by the definition of diagnosable fault.
2) there exist s 1 , s 2 ∈ L(G, x), and Pr(s 1 ) = Pr(s 2 ) such that x + EV (s 1 ) ∈ f j (X P coa ) and x + EV (s 2 ) ∈ f j (X P coa ). Assume that x + EV (s 1 ) = x 1 ∈ f j (X P coa ) and x + EV (s 2 ) = x 2 ∈ f j (X P coa ). We know that x 1 and x 2 are entrance states corresponding to the loops with the same projection and including faults, implying that faults in one of these loops cannot be detected. Hence, G is not diagnosable.
If a state x | P fine (i.e., P fine (x) = 1), it can reach the states in i (X P coa ) via at least two different strings that have the same projection, where one of these strings contains faults, or reach the states in f j (X P coa ) via at least two strings with the same projection. Proposition 9 is described in Fig. 8 . Before deciding whether X P fine is empty, we need to divide P coa into two types first: 1) P n coa identifies the set of loop-consistent states corresponding to the loops with the same projection but not including faults, i.e., P n coa = {P n coa_v |X P n coa_v ∈ Pwr(X P n coa ), v ∈ N}; 2) P Assume that E is a k × l matrix. Then, the time complexity of Algorithm 3 is O(2l 3 + l × k). Based on Proposition 9, Algorithm 4 is given to decide whether X P fine is empty.
We briefly explain Algorithm 4. It is divided into two parts. The first (Lines 1-3) divides P coa into two types according to the different sets of loop-consistent states. For instance, assume that there exist two predicates A and B (X A , X B ⊆ Pwr(X P coa )). If A and B identify the set of loop-consistent states corresponding to the loops with the same projection but not including faults, then A and B fall into the first type P n coa . We denote the first type by P n coa_1 (= A ∨ B) . The second (Lines 4-41) constructs a tree automaton and determines whether X P fine is empty according to all nodes that have been generated. If the output of Algorithm 4 is X P coa = ∅, this system is not diagnosable due to Proposition 9.
The tree automaton constructed in Algorithm 4 is a tree-like structure, and there do not exist real cycles in it. In the worst case, when all the possible nodes are generated and visited, the space complexity and time complexity are exponential to the structural size and initial state of a VDES. However, in general, we do not build the whole tree automaton. In particular, an undiagnosable VDES will be identified immediately if there exist states satisfying P fine (Lines 25-34 of Algorithm 4).
1) ILLUSTRATIVE EXAMPLE
Example 8: In Example 6, the displacement matrix E ∈ Z 11×7 is displayed as follows.
Based on Algorithm 4, we construct the tree automaton shown in Fig. 9 . X P fine = ∅ is obtained. According to Proposition 9, this system is not diagnosable.
V. CONCLUSION
In this paper the problem of the diagnosability of vector discrete event system (VDES) is studied. The contribution of this work is two-fold. First, this paper studies the diagnosability of a discrete-event system (DES) modeled by VDES. A sufficient condition for fault diagnosability of VDES is presented first. Then, a necessary and sufficient condition is derived. Second, to decide the diagnosability of a VDES, some integer linear constraints are used to construct the predicates; Several polynomial algorithms and an algorithm by constructing a tree automaton are developed to verify the diagnosability of a VDES. As far as we know, it is the first work to study the diagnosability of system that is modeled by a VDES. In this work, a diagnoser or a full state enumeration is not constructed, whose complexity is exponential with respect to the number of system states. In Algorithm 1, we just store some specific states, which saves the storage space efficiently. The time complexity of Algorithm 1 is O(l 3 + 1 × k). For Algorithm 4, in general, we do not build the whole tree automaton. Note however that in the worst case, we have to generate all nodes. The space complexity and time complexity of Algorithm 4 are exponential to the structural size and the initial state of a VDES. In the future work, we will define priorities in the investigation of branches of the tree automaton to optimize the performance of Algorithm 4. Furthermore, Petri nets [50] , [51] will be used to deal with the problem considered in this paper. The proposed fault diagnosis technique will be applied to a multi-agent DES [52] .
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