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The observable properties of sequentially executed imperative programs involving higher order procedures and locally declared state can be quite subtle. This is so even when the use of local state is quite severely constrained, as it is in languages which are Algol-like in the sense of Reynolds [ 171-i.e . when the state just consists of variables storing first order values (as opposed to function closures, for example), local variable declarations are only permitted in commands (not in expressions), ;ire statically scoped and are executed using a stack discipline. The subtleties of the externally observable behaviour of such locally declared ~~~ *Research partially supported by the EU HCM Research Network on 'Lambda Calcul Type ' state are such that, despite the considerable efforts of a number of researchers [5, 11, 10, 16, 8, 201 , no concrete denotational model of Algol has yet been constructed which exactly captures observational equivalence for n-th order procedures beyond n = 2 or 3 (depending upon how one counts orders).
Nevertheless, useful semantical ideas and techniques have emerged from the effort to construct such 'fully abstract' models. The one that we focus on here concerns the parametric logical relations occurring in the work of O'Hearn-Tennent [lo] , Sieber [20, 211 , and O'HearnReynolds [9] . Such relations are used for two intertwined purposes. First, they can be used to identify 'junk' in a model-elements that cannot possibly be meanings of program phrases. Secondly, they can be used to prove that two program phrases are observationally equivalent. The work described in this paper was motivated by the desire to extract the essence of this second aspect of the use of logical relations from the mathematical structures used to model an Algol-like language, and to apply that essence directly to the language itself equipped with the commonly used notion of operational equivalence-a Morris-style contextual equivalence. [-] which occurs in its definition makes it hard to work with directly-because the ways in which a context can make use of its 'hole' can be complicated.
One therefore seeks to develop general properties of contextual equivalence. For example, one might hope to establish the familiar functional extensionality property for contextual equivalence
F G F' : CT--+O' a V A : a ( F A E F ' A : d ) . (1)
This serves to reduce contextual equivalence at the function type a + d to that at the structurally simpler type a'. In 1043-6871/96 $5.00 0 1996 IEEE languages like Scheme or ML this kind of functional extensionality fails, due to the complicated interactions possible between call-by-value function application and locally declared state in expressions of function type, permitting 'leakage' of private names out of the textual scope of local declarations. See Pitts and Stark [ 15, 231 for examples. By contrast, Algol-like languages, by virtue of having call-by-name function application and having local variable declarations restricted to commands, do satisfy (1). This is part of the Algol Operational Extensionality Theorem which we shall prove (Theorem 2.5). It is a generalisation to Algol of Milner's Context Lemma [6] for the purely functional language PCF. The properties of Algol contextual equivalence it expresses will come as no surprise to a connoisseur of the language, but the author was unable to locate any formal statement or proof of these properties in the literature-mainly because most existing work concerns itself solely with denotational semantics of Algol.
There are several ways to prove the Operational Extensionality Theorem. For example, one can deduce it via an extension to imperative languages of the methods developed by Howe [2, 3] for pure functional languages (c$ [IS] ). Here we deduce it from the existence ofa certain kind of logical relation, whose definition and properties are the main technical contribution of this paper. This takes the form of a parametric family of relations between closed Algol terms of equal type. Roughly speaking, the parameter ranges over relations between states (which in this case are just assignments of integer values to global variables). The definition of the logical relation proceeds by induction on the structure of types and involves the structural operational semantics of the language. Each clause embodies both extensionality properties and the kind of relational parametricity considered in a denotational setting by O'Hearn and Tennent [IO] . The Operational Extensionality Theorem follows from the fact that contextual equivalence coincides with the parametric logical relation when its parameter is instantiated to the identity relation on states. This fact is in turn derived from the logical relation's 'Fundamental Property' ( c j [7] ), namely that it is preserved by the various term-forming operations of Algol. The proof of the Fundamental Property (Theorem 3.9) is non-trivial because of the presence of recursively defined terms in the language. At this point in a denotational development one can use the familiar characterisation of least fixed points (used to model recursive terms) as least upper bounds of certain ascending chains and apply Scott Induction [19, section 31. Here we develop an operational analogue of this method. This is similar to the approach taken by Smith et a1 [4] , except that we have to deal with an imperative language and we use a structural operational semantics based upon an evaluation (or 'big-step') relation, rather than a transition (or 'small-step') relation. At the heart of the proof is a certain 'compactness' property of evaluation with respect to the canonical sequence of approximations to a recursive term (see the proof of Proposition 3.7).
The pay-off from the development of the operationallybased parametric logical relation is not only a proof ofthe extensionality properties of Algol contextual equivalence, but also a useful and mathematically lightweight tool for proving particular equivalences. We demonstrate this by example. As well as dealing with the well-known Meyer-Sieber examples [5] , we prove a rather subtle equivalence due to O'Hearn (Example 4.1). It illustrates the consequences for contextual equivalence of the inability of the particular Algol-like language under consideration to 'snap-back' the state to some previous point in the thread of computation. We said above that, roughly speaking, thc logical relation is parameterized by relations between states. More precisely, the parameter is a binary relation on the flat cpo of states-in other words some states get related to a formal, undefined state.
This level of generality is not needed to establish the operational Extensionality Theorem-binary relations on the set of states would be enough (see Remark 3.11). Rather, the generalisation involving undefined states is needed to cope with O'Hearn's example, and was adopted from the recent denotationally-based work of O'Hearn and Reynolds [9] . The precise definition of the logical relation and the extensionality results are given in Section 3, and the application to proving equivalences is given in Section 4. In the final section we discuss some related, operationally-based work and further directions of research.
Idealised Algol
We will define the parametric logical relation for Idealised Algol, IA, a small Algol-like language which has been used by several authors for illustrative purposes. It is a simply typed lambda calculus over ground types boo1 ( 
denote the set of closed IA terms of type 0 with global variables in the set w .
We specify the operational semantics of IA in terms of an inductively defined evaluation relation of the form w t-s; M 4, s'; R. (2) Here w is a finite set of global variables-we call such sets worlds, because they are an operational trace of the Kripkestyle 'possible world' semantics of block structure using functor categories introduced by Reynolds Thus two terms are contextually equivalent if occurrences of them in some closed command can be interchanged without affecting the meaning of the command as a partial function from states to states. This is a reasonable notion of program equivalence for 1-4, given that it is primarily a language for defining state-changing algorithms. It is immediate from the definition that contextual equivalence is a congruence for IA, i.e. it is an equivalence relation and is respected by the various term-forming operations. However, the quantification over all contexts that occurs in the definition of contextual equivalence makes it hard to establish further properties directly from 2.3. For example, it is not immediately obvious that two closed commands are contextually equivalent if they determine the same partial function from states to states. 
Theorem (Operational Extensionality). IA contextual equivalence coincides with extensional equivalence:
We will prove this theorem in the next section as a corollary of the properties of the parametric logical relation for IA. We finish this section with some applications of the theorem to proving general properties of IA contextual equivalence from corresponding properties of the evaluation relation. Figure 1 , the only way that the second evaluation can be deduced is from 
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The argument is similar to that for the previous example, but using the 'Equivariance' property of given in Lemma 2.2.
I
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Recall that in logics of partially defined terms, two partial terms are often called 'Kleene equivalent' if whenever one term is defined so is the other and in that case they are equal. Following a suggestion of Harper, we adopt this terminology for programming language expressions that may diverge. For IA this leads to the following, rather strong notion of equivalence. 
Definition (Kleene equivalence
The parametric logical relation
If X is a set, the lift o f X , ( X l , s), is the so-calledjut partially ordered set whose set of elements is X U {Ix} 
Note that the smash product operation on relations is associative, commutative, and has identity relations as units:
Armed with these notions we can give the principal definition of the paper.
Definition (Parametric logical relation).
For each finite set w of global variables, each type u, and each relation R E Rel(w), we define a binary relation between closed IA terms of type u with global variables in 20, denoted
The relations are defined simultaneously for all w and R, by induction on the structure of (T, as follows. (In giving the clauses, we make use of the extension of the evaluation and divergence relations to lifted states mentioned above.) 
w , r t-M i R, M2
to mean that for all R' E Rel(w') with w' disjoint from w, and for all closed terms A,1, A22 E I&, (ww'
Ml[A;/IC] ( R 63 R')r M2[22/Z].
This definition reduces to the one in Definition 3.2 in the case that I' = 8, because of the following weakening property of the parametric logical relation. 
Lemma. (i) I f R
M~] .
holds iffor all m 2 0 there is some n 2 m such that We are now in a position to prove the Operational Extensionality Theorem 2.5.
Proojof Theorem 2.5. We split the proof into three parts: (8) for any A:o with free identifiers in r and global variables in w' 2 7u, and w t Mi Z,, M2 =+ w i-1111 Syt M2 (9) Repeated use of (8) reduces the converse of (7) to the special case when = 0, which is (9) . Thus together these properties yield the required bi-implication.
Proof of (7) 
But given such a context, by Theorem 3.9(ii) (and 1 O(v) ) is a valid Kleene equivalence, hence is a valid extensional equivalence (by Lemma 2.9) and so is a valid contextual equivalence, by (7) .
Proof of (9) 
Example equivalences
The Fundamental Property of the parametric logical relation (Theorem 3.9) and its relationship to contextual equivalence (Corollary 3.10 plus Theorem 2.5) enable one to use the definition of the logical relation at function types to reason about properties of procedures with respect to local variables. Here are some examples. 
Example (O'Hearn [S, 2.31). Let
We apply the definition of (22, wv I -(s El v := 0);
holds for some n if and only if for some n'
we have that
Since w P Zdcmd+(znt+cmd) P , it follows that
Then by definition of (aw 8 R) cmd and R, if (1 5) holds for some n, then (16) holds with n' = -n, and vice versa. 0
For our final example we combine use of the logical relation with some equational properties of contextual equivalence-namely its congruence property (evident from its definition) and validity of P-conversion (established in Example 2.10(v)). Note in particular that these two properties imply that contextual equivalence is preserved by the operation of substituting terms for identifiers. Using /?-conversion and the congruence property of s we deduce that 
Example (Sieber
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Related and further work
Logical relations on domains have been used for proving program equivalences involving local variables, especially by O'Hearn and Tennent [lo] , and Sieber [20, 21] . The distinctive feature of the work presented here is that the logical relation is defined directly on the syntax of the language, using an operational semantics rather than a denotational semantics. We claim that this approach can lead to more easily applicable verification methods. The examples given above seem to support this claim, at least as far as proving contextual equivalences is concerned.
It is interesting to compare the results presented here for Algol with the operational methods for reasoning about local state in Scheme-like languages developed by Honsell, Mason, Smith, and Talcott [ l] . ML and Scheme combine callby-value function application with declarations of local state in function expressions. As we mentioned in the Introduction, this can result in very complex properties of contextual equivalence compared with Algol. The root of the problem is that, unlike for Algol, state grows during evaluation of expressions-in the sense that the underlying 'world' gets larger. Put another way, the canonical forms to which function expressions evaluate are not simply lambda expressions, but rather expressions of the form new IC' := fi in Ay : m . M end.
In the presence of call-by-value evaluation of function application, such an expression is not necessarily contextually equivalent to a lambda abstraction (one cannot just push the new declaration under the A). Any version of Operational Extensionality for this kind of language has to take account of the fact that two such expressions can be contextually inequivalent even though they give contextually equivalent results when applied to any value. For it may well be that some 
