Abstract
Brief overview of viewpoints
This paper discusses a database design environment called Swift, which is based on the concepts of perspectives, viewpoints, representations, techniques and schemes, as shown in Figure 1 A perspective is a description of some real-world phenomenon with internal consistency and a specified focus [Z] . During requirements definition, systems analysts often encounter many different perspectives on the problem being modelled, which may overlap, or even conflict with each other. Part of the process of database design is deciding how to deal with these multiple perspectives.
A viewpoint is a formatted expression of a perspective [3]. Viewpoints may be described using various representations, each of which comprises a technique expressed in some notation or scheme. A technique may have one or more associated schemes, but each combination of a technique and a scheme to describe a viewpoint is a distinct representation.
By using a particular representation to describe a viewpoint we are forming a description of that viewpoint. In general, no single representation will be adequate to fully describe all types of viewpoint, and indeed, the plethora of modelling techniques suggests that a single representation is inadequate to fully describe even a single viewpoint. Swift uses multiple representations to form multiple descriptions of a single viewpoint, which, when combined, result in a more complete description of the viewpoint.
Transforming between representations
The main feature that differentiates Swift from other database design tools is the ability to transform between representations/descriptions. Two such transformations are illustrated by the arrows labelled T I and T2 in Figure 1 . The transformation approach provides two main advantages [41: existing descriptions may be re-used by transforming them into other representations; and transformations can be used to verify the integrity of a design by transforming different descriptions to use the same representation and then comparing them.
A description in one representation can be transformed to another representation as a starting point for documenting different aspects of the same data model. Note that both share a common basis, thus forming a cohesive model containing different descriptions. For example, a developer might create a FDD, then transform that into a partial ERD that they can then use as a foundation for further work. Because the ERD is based on the original FDD, there is a greater likelihood that the two will be consistent with each other.
Now consider a situation where we have several descriptions of the same viewpoint, and we want to be sure that the these descriptions are consistent with each other. In other words, we want to check the integrity of the combined description. Re-using existing descriptions helps to some extent, as described above, but we may also have descriptions that were produced "from scratch". One way of 0-8186-8271-X/97 $10.00 0 1997 IEEE checking consistency is to transform the descriptions to be compared so that they all use the same representation, for example, we could transform a FDD into an ERD so that it can be compared with an existing ERD. If the two ERDs are not consistent, then there may be a problem with the integrity of the design.
We have currently implemented two transformations in Swift, namely from Smith functional dependency diagrams to Martin ERDs; and from Martin ERDs to Gane & Sarson DFDs.
Swift's architecture
As shown in Figure 2 , there are at present three distinct parts to the Swift environment: a modelling applet, a transformation processor and a repository. We can relate this architecture back to the lower part of Figure 1 as follows:
The combination of the modelling applet with a particular R corresponds to one of the representation boxes of Figure 1 . The combination of the transformation processor with a particular T corresponds to one of the transformation arrows Ti of Figure 1 .
We shall briefly outline each part in this section.
The modclling applet
The modelling applet is used to manipulate and display constructs of a particular representation. It is implemented in Java and can be executed either as a stand-alone application or within a web browser. It consists of a single, generic modelling module that loads specialised representation classes as required. 
The transformation processor
The transformation processor deals with transforming between representations. Transformations are implemented as specialised Java classes that are loaded and executed when required. Originally implemented as a separate application, it is currently being built into the modelling applet.
The repository
The repository is a persistent data store for all data relating to a particular viewpoint, storing everything from the representation used by a description, to the structure or syntax of a particular description. It is implemented using PostgreSQL, a hybrid objecthelational DBMS. Ultimately, it is intended that the repository will also store much of Swift itself (but particularly the representation and transformation classes).
Reducing impedance mismatch
The combination of PostgreSQL and Java has the useful side effect of reducing the impedance mismatch between the client applet and the repository. This is because PostgreSQL can store data in a similar structure to how it is represented in the Java application.
Conclusion
We have discussed the implementation of a database design environment called Sw;ft, which has the novel features of using a viewpoint-oriented approach that facilitates transformations between representations; it takes advantage of several object-oriented features; and portions of the environment are stored in an objecthelational DBMS. 
References

