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Aquest treball descriu el procés de disseny de l’aplicació financera Confirming. Aquesta 
aplicació forma part del projecte PHOENIX, un pla ideat per a la migració del terminal financer 
de Caixa Penedès a la plataforma .NET de Microsoft. 
He estructurat aquesta memòria en 5 capítols, 3 documents annexos i 2 apèndixs1
                                                          
1   Molta gent, en llegir el treball, s’ha interessat per la diferència entre els conceptes annex i apèndix. Doncs bé, he 
de dir que hi ha moltes opinions al respecte, depenent de l’idioma i també de la zona geogràfica (apèndix en català 
no significa el mateix que appendix en anglès, i annex a Catalunya no és el mateix que anexo a Mèxic). 
Pel que fa a informes tècnics, es sol dir que l’annex és una part desenvolupada pel mateix autor del document pare, 
i que l’apèndix, en canvi, acostuma a ser obra d’altres autors reproduïda textualment. 
Per altra banda, es diu que un annex forma part essencial de l’obra però es presenta separada del text central per a 
facilitar-ne la lectura, mentre que un apèndix complementa l’obra aportant informació d’interès però no 
imprescindible per a la seva comprensió. 
 
L’Institut d’Estudis Catalans en proposa les següents definicions: 
annex: Allò que hom ajunta a una cosa per complementar-la. Recolliré les estadístiques en un annex. 
apèndix: Text afegit a una obra, que no en constitueix una part essencial, com un cos de notes explicatives, una 
bibliografia o uns documents justificatius. És més interessant l’apèndix que el cos del llibre. 
 . 
El primer captítol és introductori: planteja els objectius del Projecte Fi de Carrera, la 
planificació i el seu estudi econòmic. 
En el segon capítol s’expliquen les característiques del projecte PHOENIX: quins són els seus 
objectius, quines eines i tecnologies s’hi utilitzen, quin és l’equip de treball PHOENIX i quina 
metodologia es segueix per al desenvolupament de les aplicacions. 
El tercer capítol descriu l’arquitectura del marc de treball de PHOENIX: els seus components, el 
seu funcionament, etc. 
El quart capítol inclou el procés de disseny de l’aplicació Confirming, explicat des de quatre 
punts de vista: el lògic, el de processos, el de desenvolupament i el físic. 
Com a darrer, el capítol cinquè exposa les conclusions del treball. Es fa una anàlisi dels 
resultats obtinguts i una revisió de la planificació i l’estudi econòmic proposats al primer 
capítol. 
Els tres documents annexos inclouen els diagrames i explicacions de les vistes lògica (Annex A) 
i de processos (Annex B) del disseny, així com el contingut del fitxer de configuració de 
l’aplicació (Annex C). Aquesta documentació forma part del disseny de Confirming. 
Per últim, els dos apèndixs contenen informació addicional a tall d’exemple relacionada amb el 
punt de partida del disseny de l’aplicació Confirming. Es tracta d’extractes de documents 
redactats pel departament de host i l’analista funcional: la documentació d’entrada i sortida 




1.1 Objectius del treball 
Aquest treball s’emmarca dins el projecte d’evolució del terminal financer de Caixa Penedès: 
el projecte PHOENIX. En concret, el treball consisteix en el disseny d’una aplicació ideada per a 
la gestió d’un producte financer de Confirming.  
Confirming és un servei financer per a la gestió de pagaments de les compres d’un client. 
Permet cobrar les factures abans de la seva data de venciment, i és molt útil per a clients 
(empreses) amb proveïdors molt diversificats o amb un sistema de pagaments complex. 
Per a poder realitzar el disseny de l’aplicació Confirming, ha estat necessari conèixer bé les 
eines i tecnologies utilitzades a PHOENIX. El treball inclou un estudi de les mateixes, que es 
resumeix en un apartat de la Memòria. 
En el desenvolupament de Confirming s’ha aplicat una metodologia de treball que és pròpia de 
PHOENIX i que ha anat evolucionant al llarg del projecte. El treball inclou també un estudi 
d’aquesta metodologia. En el document de Memòria, es descriuen els diferents rols que 
participen en l’equip PHOENIX i el flux de comunicació que es segueix per a dur a terme el 
desenvolupament d’una aplicació (des de l’anàlisi de requisits fins a la codificació, passant per 
l’anàlisi funcional, la creació i assignació de tasques, el disseny i la preparació de l’entorn de 
desenvolupament). 
L’aplicació Confirming es desenvolupa sobre un marc de treball propi del projecte PHOENIX, que 
és relativament jove i també està en contínua evolució. Durant el disseny de l’aplicació, ha 
calgut adaptar-lo a nous requisits. Cal dir que l’arquitectura d’aquest marc de treball ha estat 
dissenyada per un equip d’arquitectes membres del projecte PHOENIX, del qual jo en formo 
part, i que actualment m’encarrego del seu manteniment (resolució de bugs i addició de noves 
funcionalitats per a donar suport als requisits que van sorgint). En el document de Memòria, 
se’n fa una descripció. 
Pel que fa al disseny de l’aplicació Confirming, s’analitza el punt de partida (especificació) i 
s’organitza la solució en vistes de disseny: lògica, de processos i de desenvolupament. A la 
Memòria hi consta la darrera versió del document de disseny, havent sofert aquest algunes 
modificacions com a conseqüència de peticions de canvi per part de l’analista funcional i/o 
errors que s’hi han detectat. 
Com a darrer punt del treball, es fa una valoració dels aspectes a millorar de cara a futurs 
dissenys d’aplicacions PHOENIX: es plantegen possibles canvis en el document de disseny, així 
com en algunes etapes de la metodologia utilitzada. També es detecten alguns punts febles de 
l’arquitectura del marc de treball utilitzat a PHOENIX i es donen alguns exemples de com 
aquesta ha anat evolucionant al llarg del projecte per a donar suport a noves funcionalitats 





En resum, els objectius del treball són: 
1. Estudi del projecte PHOENIX 
1.1. Les eines i tecnologies 
1.2. La metodologia 
1.3. L’arquitectura 
2. Disseny de l’aplicació Confirming 
2.1. Vista lògica 
2.2. Vista de processos 
2.3. Vista de desenvolupament 
2.4. Vista física 
3. Conclusions 
3.1. Detecció d’aspectes a millorar 
3.2. Canvis en l’arquitectura 
En hores, faig una previsió de la feina en funció dels objectius. 
Objectius  previst 






Disseny de l’aplicació Confirming Vista lògica 
Vista de processos 






Conclusions Detecció d’aspectes a millorar 
Canvis en l’arquitectura 
10 h 
10 h 
 Total: 380 h 
 
A tot això, hi sumo una sèrie de tasques que si bé no formen part dels objectius del treball són 
necessàries per a fer l’entrega del PFC: 
• l’elaboració de l’Informe previ 
• la planificació i estudi econòmic del projecte, així com la seva revisió 
• la maquetació i revisió de la Memòria 
• la preparació de la presentació oral per a la defensa del treball 
Altres tasques previst 
Redacció de l’Informe previ 20 h 
Planificació i estudi econòmic + revisió 25 h 
Maquetació i revisió de la Memòria 15 h 
Presentació oral del PFC  20 h 
Total: 80 h 
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1.3 Estudi econòmic 
En l’estudi del cost econòmic del projecte, tindré només en compte el primer grup de tasques, 
ja que considero que el segon no forma part dels objectius del treball. 
Així doncs, vegem quines despeses suposen l’execució d’aquestes tasques. 
1.3.1 Recursos hardware 
Per a poder realitzar aquest treball, he fet ús d’un ordinador portàtil que Raona posa al meu 
abast per a fer la feina diària.  
És un Dell Latitude D830 valorat en 1.500 €. 
1.3.2 Recursos software 
A continuació, detallo el cost de les eines utilitzades durant el projecte. 
1.3.2.1 Microsoft Visual Studio Team System 2008 Team Suite 
A Caixa Penedès s’ha optat per la compra de Visual Studio Team System amb el paquet Team 
Suite juntament amb una subscripció de tipus Premium a la xarxa MicroSoft Developer 
Network.  
Amb aquesta subscripció s’inclouen llicències per a la utilització de programari de 
desenvolupament i proves, així com dels programes del paquet Office (a exepció de Microsoft 
Office Project). 
També es proporciona suport tècnic als desenvolupadors, i una gran quantitat de 
documentació amb informació tècnica sobre el Framework de .NET i totes les eines Microsoft 
relacionades. 
El cost aproximat de tot plegat és de 7.000 €. 
1.3.2.2 NetAdvantage for Windows Forms (Infragistics) 
Els controls d’usuari utilitzats a PHOENIX són comprats a l’empresa Infragistics. S’ha triat el 
paquet NetAdvantage for Windows Forms,  
que val uns 1.000 €. 
1.3.2.3 V-Collections (IconExperience) 
Les icones que es fan servir a PHOENIX són del producte V-Collections que Raona ha comprat a 
l’empresa IconExperience.  
Han costat aproximadament 300 €. 
1.3.3 Recursos humans 
El meu perfil informàtic durant l’execució d’aquest projecte ha estat el d’analista orgànic. En 
total, he dedicat 380 hores a complir els objectius del treball. Comptant que Caixa Penedès em 
paga 35€ per cada hora treballada,  
el cost total de la meva feina és de 13.300 €. 
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1.3.4 Taula resum 
Com a síntesi, resumeixo en una taula la relació de costs prevists per a aquest Projecte Fi de 
Carrera. Cal dir que els recursos software no són exclusius d’aquest treball, i que s’utilitzen en 
tots els projectes que formen part de PHOENIX. Igualment pel que fa a l’ordinador portàtil, ja 
que és la meva principal eina de treball diària. 
 recurs preu 
Recursos hardware Dell Latitude D830 1.500 € 
Recursos software Microsoft Visual Studio Team System 2008 Team Suite 





Recursos humans 380 hores (perfil: analista orgànic) 13.300 € 
 Total: 23.100 € 
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2 El projecte PHOENIX 
PHOENIX és el nom que rep el projecte d’evolució del terminal financer de Caixa Penedès. 
És un projecte que neix a finals de l'any 2006 per donar suport al personal d'oficines de la 
tercera entitat financera més important al nostre país. El programari utilitzat fins aleshores 
havia anat quedant desactualitzat i calia introduir noves funcionalitats per satisfer les 
necessitats que anaven sorgint.  
Caixa Penedès va apostar per crear PHOENIX sobre el Framework .NET 2.0 de Microsoft, i per 
aquest motiu va contractar una de les empreses catalanes de consultoria de software punteres 
en aquesta tecnologia: Raona Enginyers S.L.. 
Raona és una empresa nascuda a Catalunya l’any 2003. Actualment, compta amb seus a 
Barcelona, Madrid, Londres i Argentina, i amb una plantilla de més de 75 enginyers (gairebé 
tots del sector de la informàtica). 
Actualment, més de 3000 persones estan utilitzant aquest programari cada dia en el seu àmbit 
de treball. 
2.1 Situació inicial 
La Solució d’oficines de Caixa Penedès consta d’un conjunt de productes i aplicacions que 
s’executen dins el Sistema Integrat d’Oficines (SIO). Un exemple d’aquests productes és Pont. 
2.1.1 SIO (Sistema Integrat d’Oficines) 
SIO és la principal eina de gestió bancària que s’utilitza a les oficines de Caixa Penedès. 
Aquest producte està basat en la plataforma Component Object Model (COM) de Microsoft, 
que permet la comunicació entre processos i la creació dinàmica de diferents objectes 
independentment del llenguatge amb què s’hagin implementat. 
Així, a SIO poden conviure-hi les aplicacions PHOENIX (escrites en C#, C++) i molts altres 
productes escrits en altres llenguatges com és ara el Visual Basic. 
2. El projecte PHOENIX 
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Figura 2.1 Sistema Integrat d’Oficines (SIO) 
2.1.2 Pont 
Pont és un dels productes que conviuen amb PHOENIX a SIO. S’utilitza per a l’execució de 
transaccions financeres. La seva interfície és molt simple. 
 
Figura 2.2. Pont integrat a SIO 
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2.2 Objectius del projecte PHOENIX 
PHOENIX neix per la necessitat d’evolucionar el programari del terminal financer de Caixa 
Penedès a una nova eina totalment integrada en el SIO, amb moltes més funcionalitats que 
Pont, i adaptada als nous criteris d’usabilitat i disseny d’interfície actuals. 
 
Figura 2.3 PHOENIX integrat a SIO 
Un dels objectius de PHOENIX, a part de la integració amb SIO, és la integració amb dispositius 
propis del món de la banca (impressores financeres, escànners de xecs, màquines 
dispensadores d’efectiu, lectors de signatures digitals, etc.). 
Les aplicacions PHOENIX ofereixen, a diferència de les de Pont, possibilitat de navegació 
mitjançant menús i/o enllaços, i faciliten la introducció de dades a les transaccions. Es tracta, 
doncs, de potenciar la interacció entre l’usuari i el programari, fent-la més fluïda i eficient, per 
a millorar la productivitat. 
Un nou concepte de programari a oficines de Caixa Penedès, amb molts avantatges i una clara 
mirada al futur. 
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2.3 Les eines i tecnologies 
PHOENIX es desenvolupa en l’entorn Microsoft .NET Framework 2.0, i s’inspira i utilitza el 
complement per al Framework .NET Composite UI Application Block de Microsoft Practices 
and Patterns. Del mateix proveïdor, utilitza alguns mòduls del producte Enterprise Library.  
També fa ús de la biblioteca de controls d’usuari NetAdvantage for Windows Forms, de 
l’empresa Infragistics, i de les col·leccions d’icones V-Collections de IconExperience 
(utilitzades també en alguns dels esquemes d’aquest treball). 
El llenguatge de programació que més s’utilitza a PHOENIX és C#, si bé el C++ també hi té una 
presència important. També es fa servir XML per als fitxers de configuració. 
Per a la gestió del codi font i el seguiment de l’estat del projecte, s’utilitza Team Foundation 
Server. 
2.3.1 Microsoft .NET Framework 2.0 
Microsoft .NET Framework és el marc de treball que ofereix Microsoft per a treballar amb la 
plataforma de desenvolupament .NET. A PHOENIX n’utilitzem la versió 2.0, la més estable en el 
seu moment. 
2.3.2 Composite UI Application Block (CAB) 
És un complement per al Framework .NET de Microsoft ideat per a crear interfícies d’usuari 
complexes aconseguint un acoblament molt baix entre els seus components. S’utilitza per al 
desenvolupament de Windows Forms i també d’aplicacions basades en Windows 
Presentation Foundation. Ofereix la possibilitat d’escollir treballar amb els patrons 
arquitectònics Model-View-Controller o Model-View-Presenter, pensant sempre en reutilitzar 
les vistes durant tota l’aplicació sense acoblar-les amb el codi de presentació o amb elements 
de dades. 
2.3.2.1 Elements de CAB 
A continuació es resumeixen els principals elements de CAB. 
 
Figura 2.4 Elements de CAB 
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Shell És la part que ens proporciona la interfície comuna a tota l’aplicació, el 
formulari principal. El Shell conté el WorkItem arrel (RootWorkItem), 
que és el punt d’entrada als altres WorkItems de l’aplicació. 
Workspace Els Workspaces són controls que s’afegeixen al Shell i actuen com a 
contenidors dels elements d’interfície gràfica creats pels WorkItems. 
UIExtensionSite Són elements d’interfície gràfica (menús, barres d’ajuda, etc.) que 
s’afegeixen al Shell. 
Module  Els WorkItems s’agrupen en Modules o unitats de desplegament. 
SmartPart És un User Control del Framework de .NET. Les vistes de les 
aplicacions CAB són SmartParts. 
Presenter El Presenter està basat en el patró Model-View-Presenter, i 
implementa la lògica per a una única SmartPart. 
Controller El Controller implementa la lògica de modificar el model, interactuant 
sobre les seves vistes. Es basa en el patró Model-View-Controller. 
WorkItem El WorkItem es podria definir com el contenidor de la lògica del cas 
d’ús. Manté l’estat de totes les parts involucrades en el cas d’ús: les 
vistes, els subcasos d’ús (altres WorkItems), etc. A més, proporciona un 
punt d’entrada al cas d’ús. 
State És una zona accessible destinada a emmagatzemar informació per a 
poder compartir-la. Els objectes es desen a l’State amb una clau, per a 
poder recuperar-los més tard. 
Event Broker És un sistema de comunicació per events. Les classes publiquen i es 
subscriuen a events, que s’identifiquen per una clau. 
Services El WorkItem té també una col·lecció de Serveis. Cada Servei ofereix 
funcionalitat que és comú a tota l’aplicació. 
ObjectBuilder És un component de CAB que fa de factory: ajuda a crear objectes amb 
necessitats específiques de construcció. Utilitza Dependency Injection 
(patró que permet a una factory crear o inicialitzar propietats 
d’objectes automàticament). 
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2.3.2.2 Patrons que utilitza CAB 
L’arquitectura de Composite Application Block està basada en patrons de disseny. 
Seguidament es resumeixen alguns dels patrons més rellevants en aquesta arquitectura. Composite pattern 
Permet tractar un grup d’objectes com a una instància d’un únic objecte.  
A la figura següent, observem l’objecte Component, que és l’abstracció de tots els 
components, tant els simples (Leaf) com els composats (Composite). El Component defineix 


















Figura 2.5 Diagrama UML: Composite pattern 
L’essència de CAB rau en agrupar petits grups d’interfície d’usuari per a formar interfícies 
complexes, seguint aquest patró. Amb això s’aconsegueix un acoblament molt baix entre la 
capa de presentació i la de negoci, i permet la reusabilitat del codi. Dependency Injection/Inversion of Control pattern 
Tal i com el seu nom indica, es tracta d’una injecció de dependències, la qual cosa vol dir que 
s’injecten objectes a una classe, en comptes que sigui la classe la responsable de crear 
l’objecte.  
Així, si un objecte necessita accedir a un servei determinat, pot tenir una propietat que sigui 
una referència a aquest servei. En el moment de crear-se l’objecte, la referència és 
automàticament injectada a la propietat per un mecanisme extern. 
En el cas de CAB, aquest mecanisme és l’eina Object Builder. 
Desenvolupament de solucions financeres en un entorn .NET:  
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Model-View-Controller (MVC) and Model-View-Presenter (MVP) pattern 
El principal objectiu de l’aplicació d’aquest patró és aïllar les capes lògica i de presentació. 




Figura 2.6 Patró Model-View-Controller 
El Model representa les dades, la View els elements d’interfície i el Controller és qui gestiona la 
comunicació de les dades i les regles de negoci per a modificar les dades del model i mostrar-
les a la View. 
El patró Model-View-Presenter és un derivat del Model-View-Controller, amb la diferència 
que en el Model-View-Presenter la View és completament controlada pel Presenter, i en el 
Model-View-Controller també pot ser controlada pel Model. 






Figura 2.7 Fusió dels patrons MVP i MVC Command pattern 
En aquest patró, un objecte encapsula tota la informació necessària per a invocar un mètode: 
el nom del mètode, l’objecte que el conté i els valors per als paràmetres del mètode. 
Hi ha tres rols involucrats en aquest patró: 
Client Instancia l’objecte Command i li proporciona la informació necessària per a 
invocar-lo. 
Invoker Decideix quan s’ha d’invocar el mètode. 
Receiver És una instància de la classe que conté el codi del mètode. 











Figura 2.8 Diagrama UML: Command pattern 
A CAB, es poden registrar múltiples Invokers per a una Command. Patró observador 
En aquest patró, un objecte anomenat Subject té una llista d’observadors (Observers), als quals 
pot notificar automàticament (normalment invocant algun dels seus mètodes). Es diu que un 
Observer està subscrit a un event del Subject, i que quan el Subject publica aquest event 
l’Observer rep una notificació. 
A CAB, es compta amb la funcionalitat EventBroker per a la publicació i subscripció a events. 
Els events tenen un nom i un àmbit d’afectació, que pot ser global (a nivell de WorkItem i els 
seus descendents) o local (només a nivell de WorkItem). 
2.3.3 Smart Client Software Factory 
Smart Client Software Factory és una biblioteca de suport per a crear aplicacions basades en 
CAB. Proporciona ajuda a l’hora de crear WorkItems, Controllers, SmartParts, etc. És un procés 
guiat que permet crear l’estructura de l’aplicació semiautomàticament. 
Es defineixen alguns conceptes nous: 
WorkItemController  Encapsula la lògica d’inicialització del WorkItem. 
ControlledWorkItem És una classe genèrica per a instanciar nous WorkItems basats 
en WorkItemController. 
2.3.4 Enterprise Library 
Micrsoft Patterns & Practices ens ofereix una col·lecció de components software per a donar 
suport a diferents necessitats típiques del desenvolupament d’aplicacions, com és ara el 
tractament d’excepcions, el sistema de registre de les traces d’execució, l’accés a dades, etc. 
A PHOENIX fem servir les utilitats de tractament d’excepcions i de registre de les traces 
d’execució que ofereix Enterprise Library. 
2.3.5 Microsoft Visual Studio Team System 2008 
A PHOENIX es fa ús de l’Entorn de Desenvolupament Integrat (IDE) per a sistemes operatius 
Windows Microsoft Visual Studio 2008.  
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A més, es fa ús de les eines proporcionades per Team Foundation Server, integrades al mateix 
Visual Studio mitjançant l’Add-In Team explorer, inclòs en el paquet Team System. 
2.3.6 Team Foundation Server 
Team Foundation Server és un producte Microsoft que engloba un conjunt de tecnologies 
ideades per a gestionar el desenvolupament de projectes, des de la gestió del codi font fins al 
seguiment i assignació de les tasques d’un projecte, passant per la generació d’informes sobre 
l’estat de les tasques i la configuració d’alertes automàtiques que agilitzen la comunicació 
entre els membres de l’equip. Està pensat per a ser usat en projectes informàtics, però també 
és possible utilitzar Team Foundation Server en altres àmbits. 
2.3.6.1 Gestió del codi font 
Una de les funcionalitats bàsiques que Team Foundation Server ofereix en els projectes 
informàtics és la gestió del codi font. Avui en dia és impensable un projecte informàtic sense 
comptar amb aquest suport. 
2.3.6.2 Repositori de documentació 
Team Foundation Server permet, a més, compartir documents i altres tipus de fitxers no 
vinculats directament al projecte: plantilles, diagrames, documents d’anàlisi funcional i de 
disseny tècnic, etc. Així, tots els integrants del projecte tenen accés a aquesta documentació i 
poden editar-la. 
2.3.6.3 Generacions 
Per a poder compilar el codi i distribuir-lo als diferents entorns, es fa ús de Team Build. Amb 
aquesta eina es pot sincronitzar el codi font, compilar l’aplicació, fer les proves de test unitari 
associades, analitzar el codi, llençar generacions a un servidor d’arxius i publicar informes de 
generació. A PHOENIX aprofitem al màxim les possibilitats d’aquesta eina. 
2.3.6.4 Seguiment de l’estat del projecte 
Team Foundation Server treballa amb el concepte Work Item. Cada Work Item pot 
representar una tasca, un error o algun element de treball que ens interessi tenir en compte 
en la vida d’un projecte. Es fa el seguiment sobre aquests Work Items, podent generar tot 
tipus d’informes o realitzar consultes sobre el seu estat. 
Existeix la possibilitat d’integrar un document de planificació de tasques fet amb Microsoft 
Project amb Team Foundation Server, de manera que per a cada element del document 
Project es crea el seu corresponent Work Item, amb la seva durada i persona assignada. 
2.3.7 Unit Testing 
Visual Studio 2008 inclou un sistema integrat de Unit Testing que facilita els programadors a 
fer les proves unitàries de les aplicacions. Aquest sistema dóna suport per a crear els mètodes 
de test automàticament, i executar les proves de forma ràpida, fàcil i còmoda, des del mateix 
Visual Studio.  
A PHOENIX, els tests unitaris són executats en cada generació, per a mantenir un control del 
codi i saber amb antel·lació si alguna cosa ha deixat de funcionar. 
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2.4 L’equip de treball 
Inicialment, es comptava amb un equip molt reduït de desenvolupadors, però al llarg del 
temps ha crescut de tal manera que ja compta amb molts més recursos, incloent analistes 
orgànics, un gestor de la configuració i una software factory encarregada de dur a terme els 
desenvolupaments. 
Actualment, aquest és l’equip de treball de PHOENIX: 
 
Figura 2.9 L’equip PHOENIX 
A la figura es mostra un esquema dels rols que participen en el projecte PHOENIX, i dels rols que 
si bé no pertanyen estrictament a PHOENIX són claus en el desenvolupament de les nostres 
aplicacions. 
2.4.1 Arquitecte 
L’Arquitecte és qui es fa càrrec de l’arquitectura del marc de treball de les aplicacions PHOENIX. 
L’equip d’arquitectes de PHOENIX va ser el creador d’aquest marc i actualment s’ocupa del seu 
manteniment. En ser una arquitectura molt nova, contínuament s’hi afegeixen noves 
funcionalitats i es solucionen errors que es van detectant. Actualment, PHOENIX compta amb un 
equip de 5 arquitectes, del qual en formo part. 
2.4.2 Gestor de la configuració 
El gestor de la configuració és l’encarregat de gestionar el control del codi font de les 
aplicacions PHOENIX. Ell crea les branques de desenvolupament, fa les generacions de les 
aplicacions i les distribueix als diferents entorns de desplegament de Caixa Penedès.  
2.4.2.1 Entorns de desplegament 
A Caixa Penedès, es compta amb 3 entorns de desplegament: DE, PR i RE. 
Cada entorn és testejat per un grup de persones. 
Entorn Testejador 
DE (Desenvolupament) analista funcional i analista de host 
PR (Pre-producció) Organització i analista de host 
RE (Real) Usuari final 
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Cada aplicació, nova funcionalitat, error, etc. es desenvolupa al primer entorn, i va pujant pels 
següents entorns segons va objtenint el vist-i-plau dels testejadors. Això és així mentre no hi 
hagi un error crític, que obligaria a solucionar-lo a l’entorn RE i passar els canvis als altres 
entorns regressivament. 
A PHOENIX, a més, s’ha creat un quart entorn previ a tots els anteriors: Development. Aquest és 
el primer pas de tota aplicació, nova funcionalitat o error, i hi testeja l’analista funcional. 
 
Figura 2.10 Entorns de desplegament i testejadors 
També hi ha un cinquè entorn, situat entre PR i RE, que simula una oficina real: és l’entorn 
Oficina964, que compta amb el codi de les aplicacions de RE i les Bases de Dades de l’entorn 
PR. 
El codi de les aplicacions PHOENIX s’estructura en branques, inspirant-se en aquesta divisió per 
entorns, però seguint un model lleugerament diferent: 
 
Figura 2.11 Branques del codi de PHOENIX segons els entorns de desplegament 
Les branques DE, PR i RE es diu que són filles de la branca Development. 
Així, la fusió de branques segueix aquest esquema: 
 
Figura 2.12 Fusió de les branques del codi de PHOENIX 
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2.4.3 Analista funcional 
L'analista funcional es comunica amb Organització per definir com ha de ser l'aplicació a partir 
dels requisits funcionals plantejats, i redacta el document d'anàlisi funcional que descriu amb 
detall cada cas d'ús, incloent informació sobre les pantalles, les interaccions amb l'usuari, etc. 
També fa una tasca important de gestió de cada Ordre de Treball (veure Apartat 2.4.7.2, 
«Organització»): n’identifica les tasques, les crea i les assigna tenint en compte els recursos 
disponibles i les dates d’entrega. 
Per altra banda, redacta el document de test funcional, amb el qual valida les funcionalitats a 
l’entorn de DE. Pot demanar canvis durant el desenvolupament de l’aplicació creant tasques 
de tipus Bug, Test Bug o Change Request i assignant-les a l’analista orgànic. 
2.4.4 Analista orgànic 
La principal feina de l’analista orgànic és redactar els documents de disseny tècnic de les 
aplicacions, i oferir suport tècnic a la software factory (al responsable i als desenvolupadors). 
També és la seva responsabilitat atendre les peticions de canvi (Change requests) a les 
aplicacions amb disseny tècnic tancat. Si cal, ha de modificar el disseny tècnic per a què la 
software factory les pugui desenvolupar. 
Per altra banda, cada vegada que l’analista funcional detecta un Bug a l’aplicació, l’analista 
orgànic és el primer a estudiar-lo i decidir com s’ha de solucionar. 
2.4.5 Responsable de software factory 
El responsable de software factory gestiona la software factory i fa d’interlocutor únic amb 
aquest grup de treball. Resol dubtes tècnics no relacionats amb el document de disseny als 
seus desenvolupadors. Aquesta persona valida les funcionalitats a l’entorn de Development. 
2.4.6 Software factory 
És un grup de programadors que tenen com a tasca principal codificar les aplicacions a partir 
dels documents de les transaccions, d’anàlisi i de disseny tècnic que els són proporcionats. La 
seva feina és supervisada pel responsable de software factory. 
2.4.7 Altres rols 
Hi ha altres rols que participen en el projecte PHOENIX, si bé no en formen part formalment. 
2.4.7.1 Usuari 
L’Usuari és el que fa les peticions de noves aplicacions. Pot ser membre o no del departament 
d’Organització. 
2.4.7.2 Organització 
És el departament que encarrega les Ordres de Treball. Cada Ordre de Treball (OT) correspon 
a una aplicació o a una part de la mateixa, i es planifica segons la data d’entrega i els recursos 
disponibles. Aquest departament valida les funcionalitats a l’entorn de PR. 
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2.4.7.3 Analista de host 
El departament de host és qui tracta directament amb el Servidor financer, que és 
l’encarregat de donar resposta a les crides a les transaccions. Aquest departament s’ocupa de 
mantenir i desenvolupar les transaccions a tots els entorns de Caixa Penedès.  
La persona que interactua amb l’equip PHOENIX és l’analista de host. Internament, també 
compten amb una software factory per a codificar els seus desenvolupaments. 
2.4.8 Funcions de la projectista dins l’equip de treball 
Les meves funcions dins l’equip de treball PHOENIX són bàsicament dues: 
2.4.8.1 Anàlisi orgànic d’aplicacions PHOENIX 
Sóc l’analista orgànica d’una tercera part de les aplicacions PHOENIX, entre elles l’aplicació de 
Confirming. Cada aplicació té designat un únic analista orgànic, que es responsabilitza de la 
redacció del seu disseny tècnic, així com de donar suport tècnic a la software factory. Cada 
vegada que hi ha alguna incidència o alguna petició de canvi a l’aplicació, l’analista orgànic fa 
de punt d’entrada al seu tractament: modifica el document de disseny tècnic i/o deriva les 
tasques necessàries a la software factory. 
2.4.8.2 Manteniment i suport de l’arquitectura de PHOENIX 
Juntament amb un altre company, som els encarregats del mateniment del nucli de PHOENIX: el 
Core. Vetllem perquè tot funcioni correctament, solucionem Bugs i hi afegim noves 
funcionalitats per a satisfer els requisits de les aplicacions. El nostre rol en l’execució 
d’aquestes tasques és el d’Arquitecte de PHOENIX. 
Durant el desenvolupament de l’aplicació Confirming, per exemple, han sorgit noves 
necessitats per a les quals ha calgut adaptar el Core de PHOENIX, i també s’han detectat alguns 
errors que hem reparat exitosament. 
Cada vegada comptem amb una arquitectura més estable, robusta i flexible. 
(Veure Apartat 3.2, «El Core»). 
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2.5 La metodologia 
Per al desenvolupament de cada aplicació PHOENIX es segueix una metodologia molt concreta, 
on s’hi involucren en cada etapa els rols de l’equip anteriorment esmentats. 
Estudiarem, per etapes, el flux de treball d’una aplicació PHOENIX. 
2.5.1 Anàlisi de requisits 
L’Usuari fa una Petició de treball al departament d’Organització. Aquest crea el que 
s’anomena una Ordre de Treball (d’ara en endavant, OT), i la fa arribar a l’analista de host i a 
l’analista funcional. 
 
Figura 2.13 Flux de treball: anàlisi de requisits 
2.5.2 Definició de les transaccions involucrades 
L’analista de host estudia quines transaccions necessitarà implementar per a la nova OT. Si les 
transaccions ja existeixen, en recompila la documentació d’entrada i sortida i la posa a 
disposició de l’Equip d’anàlisi i desenvolupament. Si no, abans haurà d’implementar les 
transaccions necessàries i pactar una data d’entrega amb l’analista funcional. 
 
Figura 2.14 Flux de treball: definició de les transaccions involucrades 
2.5.3 Redacció dels documents d’anàlisi funcional 
L’analista funcional elabora tres documents: el prototip, l’anàlisi de l’aplicació i el test 
funcional.  
Un cop finalitzats, els entrega a l’Equip de desenvolupament. 
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Figura 2.15 Flux de treball: documents d’anàlisi funcional 
El lector pot consultar un extracte a tall d’exemple d’aquests documents a l’Apèndix II. (Veure 
Apèndix II, «Especificació d’un cas d’ús d’exemple»). 
2.5.3.1 Prototip 
Es tracta del disseny de la interfície de l’aplicació. Per a cada pantalla, es fa un dibuix de com 
ha de ser el seu aspecte, quins controls d’usuari ha de tenir, etc. 
El lector pot consultar l’Apèndix II de la memòria per a veure un exemple de prototip d’una 
pantalla de l’aplicació Confirming. 
2.5.3.2 Anàlisi de l’aplicació 
Aquest document mostra, per una banda, el diagrama dels casos d’ús de l’aplicació. Per altra, 
inclou una versió resumida del model conceptual, els mapes navegacionals i altra informació 
d’interès per al desenvolupament de l’aplicació.  
La resta del document està estructurada per casos d’ús.  
Per a cada cas d’ús, s’especifica, per una banda, el/s seu/s objectiu/s, les precondicions i 
postcondicions, els actors involucrats i el seu punt d’entrada (l’accionador que dóna lloc a 
l’inici del cas d’ús). Per l’altra, es fa una descripció numerada de l’escenari principal d’èxit, 
incloent les possibles extensions o escenaris alternatius. 
El lector pot consultar l’Apèndix II de la memòria per a veure un exemple de document 
d’anàlisi d’un cas d’ús. 
2.5.3.3 Test funcional 
El document de test funcional inclou una sèrie de tasques ordenades d’interacció de l’usuari 
amb l’aplicació. Per a cada tasca s’especifica el resultat esperat (l’objectiu). La persona que 
hagi de passar el test funcional, haurà d’anar revisant aquestes tasques una per una i indicar si 
s’han complert amb èxit els objectius o no. 
La software factory certifica en les seves entregues que ha complert tots els objectius d’aquest 
document (a més de cenyir-se als documents d’anàlisi funcional i de disseny tècnic), i l’analista 
funcional ho comprova quan rep l’entrega. Si hi ha algun error, s’informarà a la software 
factory mitjançant la creació d’una tasca de tipus Bug o Test bug (Veure Apartat 1.5.8.1, 
«Detecció d’un Bug o Test bug»). 
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2.5.4 Creació i assignació de tasques 
L’analista funcional fa una planificació de treball amb Microsoft Project descomposant 
l’aplicació en els casos d’ús definits al document d’anàlisi, i els casos d’ús en tasques. Hi 
introdueix informació sobre els recursos disponibles (un analista orgànic i N membres de la 
software factory) i hi especifica les dates d’entrega. 
Per a cada aplicació es defineix: 
• Una tasca amb l’etiqueta [APP] que engloba totes les tasques de l’aplicació. 
• Una tasca per a cada cas d’ús de l’aplicació. Totes les tasques d’aquest tipus s’enllacen 
amb l’anterior. Per a cada cas d’ús, es creen: 
o 3 tasques de documentació: una per a la planificació, una altra per a l’anàlisi i 
la presa de requisits, i una darrera per al disseny tècnic. 
o Una tasca per a cada transacció involucrada (creació dels mapes, formats i 
tests unitaris). 
o Una tasca per a la lògica del cas d’ús. 
o Una tasca per a la creació de cada pantalla. 
o Una tasca d’integració (aquí s’hi inclouen les peticions de canvi i els errors 
resultants de la integració del cas d’ús a l’entorn Development). 
o 2 tasques de test funcional: una per a l’analista funcional i una altra per a la 
software factory. 
Un cop finalitzat el document de planificació, l’analista funcional el sincronitza amb Team 
Foundation Server, que crea automàticament les tasques i avisa amb un correu electrònic a 
cada responsable. 
 
Figura 2.16 Flux de treball: creació i assignació de tasques 
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Les tasques són creades inicialment amb l’estat Not Done. Quan es comencen, es passen a In 
Progress, i quan s’acaben, a Done. A partir d’aquí, l’estat de la tasca canvia en funció d’en quin 
entorn es troba i si està validada o no. 
Estat Descripció 
Not Done La tasca no ha estat començada 
In Progress S’hi està treballant 
Done La tasca està acabada 
Delivered La tasca és a l’entorn Development  
Validated DE S’ ha validat la tasca a Development 
Done DE La tasca és a l’entorn DE 
Validated PR S’ha validat la tasca a DE 
Done PR La tasca és a l’entorn PR 
Validated RE S’ha validat la tasca a PR 
Done RE La tasca és a l’entorn RE 
Deferred La tasca ha estat temporalment desestimada 
Deleted S’ha eliminat la tasca 
Taula 2.1 Estats d’una tasca 
2.5.5 Redacció del disseny tècnic 
L’analista orgànic rep els documents d’anàlisi i redacta el disseny tècnic de l’aplicació, basant-
se també en la documentació d’entrada i sortida de les transaccions que li ha proporcionat 
l’analista de host. 
El document de disseny tècnic consta de dues parts diferenciades: la visió estàtica de 
l’aplicació (diagrames de classes) i la visió dinàmica (diagrames de seqüència). També inclou 
altra informació d’utilitat a l’hora de desenvolupar l’aplicació. 
És molt probable que durant la redacció d’aquest document sorgeixi la necessitat de fer alguna 
modificació al Core de PHOENIX. És en aquest moment, doncs, quan es creen les tasques 
necessàries i es desenvolupen per a tenir-les llestes abans d’entregar el document de disseny 
tècnic.  
2.5.6 Preparació de l’entorn de desenvolupament 
L’analista orgànic demana al gestor de la configuració una nova branca de codi per a poder 
implementar l’aplicació. Aquest crea la branca de Development, i una filla seva amb permisos 
d’escriptura per a l’equip de desenvolupament. 
L’analista orgànic és l’encarregat de crear el Fitxer de configuració i les business entities de 
l’aplicació a la nova branca de desenvolupament. 
2.5.7 Codificació 
La software factory rep els documents d’entrada i sortida de les transaccions involucrades en 
l’aplicació, el document d’anàlisi, el document de prototipus i el document de disseny tècnic. A 
més, l’entorn de desenvolupament ja està correctament configurat per a poder començar a 
codificar. 
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2.5.8 Desplegament i proves 
Quan la software factory considera la seva feina acabada (certifica que compleix amb els 
documents d’anàlisi i disseny i que ha passat degudament el document de test funcional), 
l’entrega al seu responsable, qui demana al gestor de la configuració que li prepari l’entorn de 
Development per a què l’analista funcional pugui fer les proves pertinents. 
El gestor de la configuració integra els canvis de la branca de la software factory a la branca 
de Development de l’aplicació, i distribueix PHOENIX Development a la màquina de proves.  
L’analista funcional passa les proves del test funcional i valida la/es funcionalitat/s. 
2.5.8.1 Detecció d’un Bug o Test bug 
En el cas que l’analista funcional trobi un error a l’aplicació, crearà una tasca de tipus Bug o 
Test bug a l’analista orgànic, qui l’analitzarà i farà els canvis, si cal, al document de disseny 
tècnic. L’analista orgànic transmetrà la tasca al responsable de software factory, qui 
demanarà als desenvolupadors que facin els canvis necessaris per a resoldre-la. Altra vegada, 
quan la tasca estigui llesta i provada, el responsable de software factory demanarà al gestor 
de la configuració un desplegament a l’entorn de Development, i l’analista funcional podrà 
tornar a passar el test funcional. 
 
Figura 2.17 Flux de treball: detecció d’un Bug o Test bug 
Una tasca de tipus Test bug es crea quan l’error fa que la funcionalitat a validar no passi el test 
funcional. Altrament, la tasca és de tipus Bug. 
2.5.8.2 Petició de canvi (Change request) 
De la mateixa manera, si l’analista funcional vol introduir un canvi que no estava especificat 
als documents d’anàlisi, crearà una tasca de tipus Change request a l’analista orgànic. El flux a 
seguir és exactament el mateix. 
 
Figura 2.18 Flux de treball: petició de canvi 
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3 Arquitectura del marc de treball PHOENIX 
3.1 Els components del marc de treball 
Tal i com s’ha esmentat anteriorment, PHOENIX utilitza com a base el Framework .NET 2.0 de 
Microsoft, juntament amb dos del complements que ofereix Microsoft Patterns And 
Practices: Composite UI Application Block i Enterprise Library. També utilitza les biblioteques 
de controls d’Infragistics. 
Les aplicacions PHOENIX utilitzen, a més, un nucli anomenat Core. El Core representa per a elles 










Figura 3.1 Components del marc de treball de PHOENIX 
El Core proporciona un conjunt de serveis i utilitats a les aplicacions PHOENIX. Els marca una 
metodologia de treball molt concreta i els facilita i homogenitza el seu desenvolupament. 
Es divideix en 4 grans mòduls: 
• Mòdul Core.Base: a part de fer ús de les biblioteques de Composite Application Block 
(CAB), Core n’extén les seves funcionalitats i n’implementa una versió més adaptada a 
les necessitats de PHOENIX. Al mòdul Core.Base hi trobem tots els elements referents a 
CAB. 
• Mòdul Core: conté el servei d’invocació al Servidor financer i el tractament 
d’excepcions. 
• Mòdul Core.Configuration: hi ha les eines necessàries per a injectar la informació els 
fitxers de configuració de PHOENIX i de les aplicacions als workitems. 
• Mòdul Core.Controls: hi ha una col·lecció de controls d’usuari derivats dels de 
Infragistics, però amb característiques i funcionalitats afegides (validacions, 
comportament, etc.). Per exemple, disposem d’un control específic per a representar 
números de compte en format CCC (Codi Compte Client): 
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3.2 El Core 
3.2.1 L’ànima del Core: el workitem 
El principal element de l’arquitectura PHOENIX és el workitem. Representa la lògica d’un cas 
d’ús. Al llarg d’una aplicació, es creen i destrueixen workitems, i s’enllacen entre si formant 
jerarquies. 
3.2.1.1 El WorkItemManager 
El WorkItemManager és l’encarregat de gestionar els diferents workitems de l’aplicació. Els 
estructura en forma d’arbre, i l’arrel és el que anomenem RootWorkItem. Tots els workitems 








Figura 3.2 El WorkItemManager 
Durant el flux de l’aplicació, els workitems es van creant i destruint, en funció de les accions 
executades. El workitem actiu és la darrera fulla de l’arbre, i des d’allà es podrà anar tornant 
enrere fins arribar al primer workitem, havent eliminat tots els que aquest tenia per sota seu. 
PHOENIX disposa d’una eina, el TaskManager, que permet consultar en temps d’execució els 
workitems de l’aplicació. Com a exemple, es pot observar l’arbre de workitems creat a partir 
de la seqüència d’accions: 
1. Consultar una llista de contractes 
2. Consultar el detall d’un dels contractes de la llista 
3. Consultar el detall d’una de les ordres del detall del contracte 
 
Figura 3.3 El TaskManager 
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3.2.1.2 El WorkItemController 
Cada workitem és controlat per un WorkItemController. Aquest és l’encarregat de: 
• Gestionar les vistes del workitem, a través del ViewManager (mostrar-les, ocultar-les, 
etc.) 
• Oferir els punts d’entrada de les accions del workitem a executar 
A les aplicacions PHOENIX, tots els controladors són fills d’aquesta classe. 
 
Figura 3.4 El WorkItemController i el ViewManager 
3.2.1.3 L’State 
Cada workitem té el seu State on emmagatzemar informació d’estat. Aquesta informació és 
accessible per al WorkItemController, per al ViewManager i per a les vistes i els seus 
presenters. 
 
Figura 3.5 L’State 
3. Arquitectura del marc de treball de PHOENIX 
40 
3.2.2 El formulari principal de l’aplicació: el ShellUserControl 
El ShellUserControl és el formulari principal de l’aplicació. Conté una zona específica on 
s’executa l’aplicació i una sèrie de barres creades per a diferents propòsits.  
 
Figura 3.6 Les zones del ShellUserControl 
3.2.2.1 RibbonBar 
És l’equivalent a una barra de menús, però gràficament més rica. Permet organitzar les opcions 
en grups i en pestanyes. 
 
3.2.2.2 PhoenixDeckWorkSpace 
És la zona on s’executa l’aplicació. Conté el layout propi del controlador en qüestió. 
3.2.2.3 Layout 
És el marc on s’incrusten les vistes. Es defineix per a cada layout un nombre de files i de 
columnes, així com les seves mides. A cada cel·la s’hi pot incrustar com a màxim una vista. El 
layout té una capçalera: la LayoutBar. 
3.2.2.4 LayoutBar 
Una barra superior amb un títol descriptiu del que s’està mostrant i amb dues fletxes que ens 
permeten navegar endavant i enrere. També es mostren els accessos directes a l’ajuda, a la 
impressió ofimàtica i a la impressió financera. 
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3.2.2.5 InfoBar 
Ofereix petites ajudes a l’hora d’introduir informació en un control. No és gaire utilitzada. 
 
3.2.2.6 SessionDataBar 
Aquesta barra mostra informació de sessió i de l’aplicació (usuari que s’ha logonat, oficina, 
data, etc.). 
 
3.2.3 Les business entities 
Les business entities (entitats de negoci) són classes que es fan servir a PHOENIX per a 
representar objectes propis de la lògica de negoci de l’aplicació.  
Per exemple, a l’aplicació Ingressos Caixer, tenim les business entities: 
 
Figura 3.7 Diagrama de classes generat per Visual Studio: business entities de l’aplicació Ingressos Caixer 
Per una banda, la business entity Ingressos, que conté una llista de business entities Ingres 
amb una sèrie d’atributs, entre els quals hi ha el TipusGestio, que és un enumerat amb el 
mateix nom. 
Totes elles hereden de la classe abstracta BusinessEntity, que es troba a Core. 
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3.2.4 Les vistes 
Les vistes mostren la interfície gràfica de l’aplicació.  
Totes les vistes de PHOENIX hereden de BaseSmartPart, que és un control d’usuari que 
implementa la interfície IView.  
 
Figura 3.8 La classe BaseSmartPart i la interfície IView 
La interfície IView declara dos mètodes que BaseSmartPart defineix buits i que cada vista ha 
d’implementar. 
• Accept(): és invocat en prémer la tecla “Enter” sobre la vista, i serveix per a llençar 
cerques, acceptar diàlegs, etc. 
• SetInitialFocus(): és invocat en inicialitzar la vista, i serveix per a definir el control que 
té el focus. 
Les vistes, a més, han d’implementar explícitament la interfície IView, o una interfície derivada 
d’aquesta. 
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3.2.5 El servei d’invocació al Servidor financer 
PHOENIX compta amb una sèrie d’eines que donen suport a les crides a les transaccions del 
Servidor financer.  
 
Figura 3.9 Comunicació entre PHOENIX i el Servidor financer 
El punt d’entrada a la funcionalitat de crida al Servidor financer és la classe 
FinancialServerService, que ofereix la funció Call(). 
• Call(): fa la crida al Servidor financer, i crea les business entities a partir de la sortida 








Figura 3.10 Diagrama de seqüència: mètode Call() de FinancialServerService 
Aquesta és la seqüència de crides que provoca el mètode CallService() de 













Figura 3.11 Diagrama de seqüència: mètode CallService() de FinancialServerService 
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3.2.5.1 Traces de les crides 
PHOENIX escriu els resultats de les crides a les transaccions del Servidor financer en un fitxer de 
text: PhoenixTuxedoTrace.log, a la carpeta C:\Temp. 
A les traces es poden veure les crides (---->) i els resultats (<----), encapçalats i tancats 
amb les clàusules BEGIN i END. 
 Entrada 
Observant l’entrada d’aquesta crida d’exemple, podem veure quins paràmetres estem enviant 
al Servidor financer. 
 
Per una banda, els paràmetres AID, TXC i TFI, que identifiquen la transacció GNCDPRVC i 
ens vénen informats en els documents d’entrada i sortida de la mateixa que ens ha 
proporcionat el departament de host. 
Per altra, els paràmetres d’entrada de la transacció, enllaçats l’un darrere l’altre. Cada 
paràmetre s’identifica per un literal de 3 o 4 caràcters, de manera que, si els separem: 
 
Aquests paràmetres estan definits al document d’entrada de la transacció, així com la longitud 
i el format del valor que esperen. 
OPT  = A 
GCI2 = 01 
GIO3 = 46784677D 
MODC = 1 










30/03/2009 09:07:37 Message: (GNCDPRVC) <---- 008365 +000001021%OFTZM2177=BEL 01 
46784677D            MARIA ALBA                                                      
CALAF                          GOZALO%OFTZM2178=BEL                                                                                                
AMALIA SOLER                   0020196257 F%OFTZM2179=BEL 0179 08720  08062400                       
008                         0000000000              000001 4 4                            
01 00%OFTZM2180=BEL%OFTZM2181=BEL 00 01 00                                                     
0000000000 0000 0000000000      0000000000 000000000000000+%OFTZM2188=BEL      
0000000000 0000 0000000000      0000000000 000000000000000+      0000000000 0000 
0000000000      0000000000 000000000000000+%OFTZM2190=BEL 0000000000 0000 0000000000      
0000000000 000000000000000+ 00 00 00 00 00            00000000 00000000%OFTZH0027-
=BELNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNN
%OFTZM2046=BEL30/03/2009  11:05  OPERACION REALIZADA 
END ---------------------------------------- 
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En aquest exemple: 
 
Figura 3.12 Extracte del document d’entrada de la transacció GNCDPRVC Sortida 
Observant la sortida d’aquesta crida d’exemple, podem veure com ens arriba separada en 
blocs. 
 
Cada bloc és identificat per un format. Així, en aquest exemple, hi distingim els formats: 
 
Aquests formats estan definits al document de sortida de la transacció, així com l’índex, la 
longitud i el format dels valors que els segueixen. 
ZM2177 ZM2178 ZM2179 ZM2180  ZM2188 ZM2190 ZH0027 ZM2046 
30/03/2009 09:07:37 Message: (GNCDPRVC) <---- 008365 +000001021 
%OFTZM2177=BEL 01 46784677D            MARIA ALBA                                                      
CALAF                          GOZALO 
%OFTZM2178=BEL                                                                                                
AMALIA SOLER                   0020196257 F 
%OFTZM2179=BEL 0179 08720  08062400                       008                         
0000000000              000001 4 4                            01 00 
%OFTZM2180=BEL%OFTZM2181=BEL 00 01 00                                                     
0000000000 0000 0000000000      0000000000 000000000000000+ 
%OFTZM2188=BEL      0000000000 0000 0000000000      0000000000 000000000000000+      
0000000000 0000 0000000000      0000000000 000000000000000+ 
%OFTZM2190=BEL 0000000000 0000 0000000000      0000000000 000000000000000+ 00 00 00 
00 00            00000000 00000000 
%OFTZH0027-
=BELNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNNN 
%OFTZM2046=BEL30/03/2009  11:05  OPERACION REALIZADA 
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Per exemple, la definició del format ZM2177 és: 
 
Figura 3.13 Extracte del document de sortida de la transacció GNCDPRVC 
3.2.5.2 Definició de mapes i formats 
Per a cada transacció, a PHOENIX es defineixen uns fitxers XML amb la informació dels 
paràmetres d’entrada i de sortida. 
Mapes d’entrada: contenen informació sobre els paràmetres d’entrada (nom, 
obligatorietat, constant/variable). 
 
Figura 3.14 Exemple de mapa d’entrada: GNCDPRVC.config 
Mapes de sortida: especifiquen quins formats es processaran a la sortida.  
 
Figura 3.15 Exemple de mapa de sortida: GNCDPRVC.config 
 
<map> 
  <formats> 
    <format name="SZVD01" /> 
    <format name="ZM2177" /> 
    <format name="ZM2178" /> 
    <format name="ZM2179" /> 
    <format name="ZM2180" /> 
    <format name="ZM2181" /> 
    <format name="ZM2188" /> 
    <format name="ZM2190" /> 
    <format name="ZH0027" /> 
    <format name="ZM2046" /> 
  </formats>   
</map> 
<inputMap> 
  <header> 
    <serviceName>GNCDPRVC</serviceName> 
    <channelDescriptor>M</channelDescriptor> 
    <hostService id="%AID" value="641682"/> 
    <hostTx id="%TXC" value="641682"/> 
    <terminalTx id="%TFI" value=""/> 
  </header> 
  <parameters> 
    <parameter id="GNP2" type="Variable" value="" optional="true"/> 
    <parameter id="GCI2" type="Variable" value="" optional="true"/> 
    <parameter id="GIO3" type="Variable" value="" optional="true"/> 
    <parameter id="IDIO" type="Variable" value="" optional="true"/> 
    <parameter id="MODC" type="Variable" value="" optional="true"/> 
  </parameters>   
</inputMap> 
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Formats: mapegen la sortida a les business entities corresponents.  
 
Figura 3.16 Exemple de format: ZM2177.config 
3.2.5.3 L’objecte Void 
En la sortida d’una crida a una transacció, podem rebre el que anomenem un Void. Es tracta 
d’un missatge d’error encapçalat pel format SZVD01. Core crea un objecte de tipus Void i el 
deixa a l’State, per a que l’aplicació pugui recollir-lo i tractar-lo si cal (mostrant, per exemple, 
el missatge en una pantalla d’error). 
 
Figura 3.17 Exemple de Void rebut en la crida a una transacció 
<format> 
  <services> 
    <service name="GNCDPRVC"> 
      <businessEntities> 
        <businessEntity assembly="Confirming" 
             namespace="CaixaPenedes.Phoenix.Confirming.BusinessEntities.Proveidor" 
                        createInstance="true" stateKey="DetallProveidor"> 
          <items> 
            <item start="01" length="02" property="TipusIdentificacioOficial" /> 
            <item start="04" length="20" property="CIF" /> 
            <item start="25" length="63" property="Nom" /> 
            <item start="89" length="30" property="Cognom1" /> 
            <item start="120" length="30" property="Cognom2" /> 
          </items> 
        </businessEntity> 
      </businessEntities> 
    </service> 
  </services> 
</format> 
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3.2.6 Els presenters 
Cada vista té un presenter que gestiona la seva lògica i desenvolupa tasques pròpies de la capa 
de presentació. A PHOENIX hi ha diferents tipus de presenters, segons el tipus de funcionalitats 
que ha d’oferir: 
 
Figura 3.18 Diagrama de classes generat per Visual Studio: jerarquia de presenters a PHOENIX 
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3.2.6.1 Presenter 
És el presenter base de CAB. Tots els presenters de PHOENIX hereden d’aquesta classe. 
3.2.6.2 Presenter<TView> 
És la classe base dels presenters de PHOENIX. El presenter està parametritzat per una vista que 
hereda de IView. Així, cada vista té el seu presenter, i a l’inrevés (tot i que es pot donar el cas 
que un presenter sigui compartit per més d’una vista). 
3.2.6.3 GenericViewPresenter<TView> 
És el presenter més senzill de tots. No conté lògica d’invocació al Servidor financer, així que 
qualsevol vista que només necessiti un presenter per a realitzar accions bàsiques pot tenir un 
presenter fill de GenericViewPresenter. 
 
Figura 3.19 Diagrama de classes generat per Visual Studio: el GenericViewPresenter 
Aquest presenter gestiona els events de teclat i defineix el mètode OnViewReady(), que 
invoquen totes les vistes en ser carregades a l’aplicació. 
També defineix els mètodes ExecuteAction(), que serveixen per a executar accions definides als 
workitems (al fitxer de configuració de l’aplicació). Aquests mètodes ens estalvien haver 
d’anar a buscar el catàleg d’accions cada vegada. 
3.2.6.4 FinancialServerViewPresenter<TView> 
Aquest és el primer que implementa lògica d’invocació al Servidor financer. 
 
Figura 3.20 Diagrama de classes generat per Visual Studio: el FinancialServerViewPresenter 
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Els seus mètodes més rellevants: El mètode MakeServiceRequest() 
És el mètode que s’utilitza per a fer les crides a host, a través del servei FinancialService.  
Com a conseqüència d’una mala previsió, s’han anat afegint mètodes amb paràmetres 
addicionals per a donar suport a les diferents casuístiques que ens hem trobat al llarg de la 
vida de PHOENIX. Això es podria haver evitat creant una classe FinancialServerParams que 
encapsulés tots els paràmetres. 
A continuació, resumeixo els mètodes MakeServiceRequest() que més s’utilitzen a PHOENIX. 
En primer lloc, el més senzill de tots. Fa la crida al Servidor financer i deixa les business 
entities a l’State sense tractar la sortida. 
 
En segon lloc, una variant de l’anterior, que incorpora el paràmetre checkVoid. 
• Si checkVoid=false, tant si la sortida és bona com si conté un Void, s’invoca el mètode 
PopulateData() del mateix presenter. 
• Si checkVoid=true, si la sortida és bona també invoca a PopulateData(), però si es rep 
un Void s’invoca el mètode ShowVoid(), que el mostra en una pantalla d’error. 
 
Finalment, el que conté tota la lògica d’invocació al Servidor financer. Tots els anteriors 
acaben invocant aquest mètode. 
 El mètode PopulateData() 
El mètode PopulateData() és invocat automàticament si la crida a la transacció ha anat bé i 
s’ha invocat a MakeServiceRequest() amb el paràmetre checkVoid = true. Aquest mètode ha 
de redefinir-lo el presenter. Normalment, el que fa és recollir les business entities de l’State i 
invocar el FillData() de la seva vista. 
MakeServiceRequest(IDictionary<string, string> params, List<string> dontSendIC, 
StringCollection prevFormats, bool fstReq, bool getOverrideData) { } 
MakeServiceRequest(IDictionary<string, string> params, List<string> dontSendIC, bool 
checkVoid) 
{ 
this.MakeServiceRequest(params, dontSendIC, null, true, false); 
 
Void v = ((Void)WorkItem.State[StateObjectsNames.VOID]); 









MakeServiceRequest(IDictionary<string, string> params, List<string> dontSendIC) 
{  
 this.MakeServiceRequest(params, dontSendIC, null, true, false); 
} 
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3.2.6.5 ListFinancialServerViewPresenter<TView> 
És una especialització del FinancialServerViewPresenter, que suporta, a més, lògica de 
navegació endavant i enrere. Aquest presenter és molt útil per a pantalles que mostren llistes 
de resultats molt llargues.  
 
Figura 3.21 Diagrama de classes generat per Visual Studio: el ListFinancialServerViewPresenter 
També defineix un mètode MakeServiceRequest(), si bé aquest presenta algunes diferències 
amb el del seu pare. El mètode MakeServiceRequest() 
Aquest mètode funciona com l’anterior, però amb la diferència que sempre tracta la sortida. Si 
es rep un Void, invoca el mètode ShowVoid(), i si es rep un resultat bo, invoca el mètode 
PopulateList(). Inclou un paràmetre de navegació per a indicar a quina pàgina de la cache es 
vol accedir. 
 El mètode PopulateList() 
És invocat si la crida a la transacció ha anat bé. El presenter l’ha de redefinir. El mètode RepeatRequest() 
Serveix per a obtenir més resultats d’una crida. Es torna a cridar el Servidor financer amb els 
paràmetres d’abans però afegint-hi alguna informació addicional (per exemple, si volem 
navegar endavant o enrere). 
 
MakeServiceRequest(NavigationType navType, IDictionary<string, string> params, 
List<string> dontSendIC) { } 
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3.2.6.6 DataEntryPresenter<TView> 
Aquest presenter té la particularitat que és capaç de recórrer tots els controls de la seva vista i 
muntar l’entrada al servei de crida al Servidor financer automàticament.  
 
Figura 3.22 Diagrama de classes generat per Visual Studio: el DataEntryPresenter 
Pot limitar-se a construir l’entrada (PublishRequest()) o pot invocar també el servei de crida al 
Servidor financer (CallService()). El mètode PublisRequest() 
En primer lloc, valida l’obligatorietat dels controls i comprova que es compleixen les 
validacions creuades de la vista (mètodes ValidateControls() i View.ValidateControls()). 
Seguidament, si les validacions han anat bé, construeix l’entrada a la transacció i publica 
l’event TransactionRequest. 
 
El mètode PublishRequest() accepta paràmetres addicionals que es vulguin incloure a l’entrada 
de la crida a la transacció. El mètode CallService() 
La diferència d’aquest mètode amb l’anterior és que, a part de fer les validacions i la 
construcció de l’entrada a la transacció, invoca la crida al Servidor financer amb els 




 this.CallService(null, false); 
} 
 
CallService(IDictionary<string, string> addParams, bool checkVoid) { } 
bool PublishRequest(IDictionary<string, string> addParams) 
{  
bool v1 = ValidateControls(); 
bool v2 = View.ValidateControls(); 
 
if (v1 && v2) 
{ 




return v1 && v2; 
} 
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Aquest mètode també inclou el paràmetre checkVoid. 
• Si checkVoid=false, tant si la sortida és bona com si conté un Void, es publica l’event 
TransactionCalled. 
• Si checkVoid=true, si la sortida és bona també es publica l’event Transactioncalled, 
però si es rep un Void s’invoca el mètode ShowVoid(), que el mostra en una pantalla 
d’error. 
Com en el cas de PublishRequest(), es poden afegir paràmetres addicionals a l’entrada de la 
crida a la transacció. El mètode ValidateControls() 
És l’encarregat de validar l’obligatorietat dels controls. Cada controls de PHOENIX té un atribut 
que indica si és obligatori o no. En aquest mètode, es comprova que tots els controls marcats 
com a obligatoris tenen valor. 
No s’ha de confondre aquest mètode amb el seu homònim a les vistes que implementen la 
interfície IDataEntry. En aquest cas, el mètode s’utilitza per a fer validacions creuades entre els 
controls de la vista. 
3.2.7 Les accions 
PHOENIX disposa d’un catàleg d’accions que es poden executar en qualsevol punt de l’aplicació. 
3.2.7.1 Acció EXECUTE Definició 
Executa una acció definida al fitxer de configuració de l’aplicació. Manual d’execució 
1. Creem un ExecuteActionArgs 
a. ActionName: nom de l’acció a executar 
b. StateData: valors que volem deixar a l’State del workitem a executar 
c. ExecutePolicy: política d’execució del workitem (netejar o no tots els 
workitems pare, netejar fins trobar-ne un d’igual i substituir-lo) 
2. Anem a buscar el catàleg d’accions 
3. Fem un Execute de l’acció EXECUTE 
 
També podem invocar el mètode ExecuteAction() si volem executar l’acció EXECUTE des d’un 
presenter. Aquestes en són les definicions: 
 
ExecuteAction(string actionName) { } 
 
ExecuteAction(string actionName, Dictionary<string, object> toState) { } 
 
ExecuteAction(ExecuteActionArgs eaargs) { } 
ExecuteActionArgs args = new ExecuteActionArgs(actionName, toState); 
IActionCatalogService catalog = WorkItem.Services.Get<IActionCatalogService>(); 
catalog.Execute(ActionNames.EXECUTE, WorkItem, WorkItem, args); 
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Flux de l’execució d’una acció 
En fer un Execute del catàleg d’accions, s’invoca el mètode Execute() de BaseModuleActions. 
En funció de si l’acció passada com a paràmetre és de tipus RunWorkItem o PopUpView, 







RunWorkItem(coreAppCfg.Id, callerWorkItem, ci, args)
theAction.Type == ActionType.PopUpViewExecutePopup((ActionPopupConfig)theAction, callerWorkItem, args, newWi)
 
Figura 3.23 Diagrama de seqüència: flux d’execució d’una acció 
En el primer cas, es crea un workitem i s’invoca el que s’anomena l’Entry Point del seu 
controlador. Aquest és el seu punt d’entrada, doncs, on cal implementar la lògica d’execució 
del cas d’ús. 
En el cas d’una acció de tipus PopUpView, el que es fa és identificar en quin workitem s’ha de 
mostrar el popup (el paràmetre newWi en sinforma de si cal aprofitar el workitem d’on venim 
o crear-ne un de nou), mostrar la vista que se li passa com a paràmetre en un popup i invocar 
un Entry Point, també, del seu controlador (en aquest cas, l’Entry Point és de tipus PopUp). 
3.2.7.2 Acció SHOW_ERROR Definició 
Mostra una pantalla d’error. Manual d’execució 
1. Creem un ShowErrorActionArgs 
a. SpecificBehaviour: comportament del botó de la pantalla d’error 
i. None: destapa la pantalla d’error 
ii. GoBack: torna al workitem anterior 
iii. CloseTab: tanca la pestanya de SIO 
iv. ExecuteAction: fa un Execute d’una acció 
b. Tag: arguments de l’acció a executar en el cas que SpecificBehaviour sigui 
ExecuteAction 
c. ErrorType: tipus de pantalla 
i. Void: pantalla que mostra un Void 
ii. Error: pantalla d’error 
iii. Message: pantalla de missatge (generalment de confirmació) 
2. Anem a buscar el catàleg d’accions 
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3. Fem un Execute de l’acció SHOW_ERROR 
 
3.2.7.3 Acció SHOW_MESSAGE Definició 
Mostra una pantalla amb un missatge. Manual d’execució 
1. Creem un ShowMessageActionArgs 
a. Message: missatge que es mostrarà a la pantalla 
b. SubMessage: submissatge que es mostrarà a la pantalla 
c. Behaviour: comportament del botó de la pantalla de missatge 
i. None: destapa la pantalla d’error 
ii. GoBack: torna al workitem anterior 
iii. CloseTab: tanca la pestanya de SIO 
iv. ExecuteAction: fa un Execute d’una acció 
d. ActionArgs: arguments de l’acció a executar en el cas que el Behaviour sigui 
ExecuteAction 
2. Anem a buscar el catàleg d’accions 
3. Fem un Execute de l’acció SHOW_MESSAGE 
 
3.2.7.4 Acció INVOKE_METHOD Definició 
Invoca un mètode del controlador actual. Manual d’execució 
1. Creem un InvokeActionArgs 
2. Anem a buscar el catàleg d’accions 
3. Fem un Execute de l’acció INVOKE_METHOD 
3.2.7.5 Acció CLOSE_POPUP Definició 
Tanca el popup obert. Manual d’execució 
1. Anem a buscar el catàleg d’accions 
ShowMessageActionArgs args = new ShowMessageActionArgs(“msg”, “submsg”); 
args.ActionArgs = new ExecuteActionArgs(actionToDo, toState); 
args.ActionArgs.ExecutePolicy = ExecuteWIPolicy.ClearUntilSameIncluded; 
IActionCatalogService catalog = this.WorkItem.Services.Get<IActionCatalogService>(); 
catalog.Execute(ActionNames.SHOW_MESSAGE, WorkItem, WorkItem, args); 
ShowErrorActionArgs eargs = new    
ShowErrorActionArgs((Void)WorkItem.State[StateObjectNames.VOID]); 
eargs.SpecificBehaviour = ErrorBehaviour.None; 
IActionCatalogService catalog = this.WorkItem.Services.Get<IActionCatalogService>(); 
catalog.Execute(ActionNames.SHOW_ERROR, WorkItem, WorkItem, eargs); 
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2. Fem un Execute de l’acció CLOSE_POPUP (el darrer paràmetre indica si s’ha d’eliminar 
el workitem pare o no) 
 
3.2.7.6 Acció CONFIG_RIBBON Definició 
Configura la RibbonBar (l’habilita, la mostra, en configura els botons, etc.). Manual d’execució 





2. Anem a buscar el catàleg d’accions 
3. Fem un Execute de l’acció CONFIG_RIBBON 
 
 
ConfigRibbonActionArgs rargs = new ConfigRibbonActionArgs(); 
rargs.AllowPrint = false; 
rargs[“OpcioConsulta”].Value = RibbonOptionsAction.AddDisabled; 
IActionCatalogService catalog = this.WorkItem.Services.Get<IActionCatalogService>(); 
catalog.Execute(ActionNames.CONFIG_RIBBON, WorkItem, WorkItem, rargs); 
IActionCatalogService catalog = this.WorkItem.Services.Get<IActionCatalogService>(); 
catalog.Execute(ActionNames.CLOSE_POPUP, WorkItem, WorkItem, false); 
Desenvolupament de solucions financeres en un entorn .NET:  
Disseny de l’aplicació Confirming 
57 
3.2.8 El manual d’ajuda: CoreHelp 
Una de les prioritats de l’equip PHOENIX és mantenir una documentació actualitzada i estable 
del projecte. Per aquest motiu s’ha creat el manual CoreHelp, que anem actualitzant 
periòdicament. Aquest manual es centra en el Core, i pretén ser un document de suport per a 
tots els integrants de l’equip de desenvolupament. 
 
Figura 3.24 Captura de pantalla: manual d’ajuda CoreHelp 
3.3 Els fitxers de configuració 
PHOENIX fa ús de fitxers XML per a desar els paràmetres de configuració de les aplicacions i del 
projecte. 
3.3.1 Configuració de PHOENIX 
El fitxer Phoenix.config conté els noms de totes les aplicacions PHOENIX i alguna informació 
addicional a nivell de projecte PHOENIX. 
3.3.2 Configuració de les aplicacions 
Els fitxers de configuració de les aplicacions (per exemple, Confirming.config) descriuen tots 
els controladors de l’aplicació, especificant les accions que implementen, el layout que 
utilitzen i les vistes que gestionen, entre molts altres paràmetres de configuració. També 
estableixen les opcions i pestanyes de la RibbonBar. 
(Veure Annex C, «Disseny de l’aplicació Confirming: Fitxer de configuració de l’aplicació»). 
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3.4 L’aplicació TestWin 
PHOENIX s’integra en el Sistema Integrat d’Oficines (SIO), però durant l’etapa de 
desenvolupament es fa ús de l’aplicació TestWin, que l’allotja en un formulari simulant el 
comportament de SIO. 
TestWin conté una barra de menú per a accedir a les diferents aplicacions PHOENIX, i també 
proporciona algunes utilitats de SIO com ara el canvi d’idioma i l’obertura del lloc de treball 
(l’inici de sessió de l’usuari).  
 
Figura 3.25 Captura de pantalla: TestWin 
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4 Disseny de l’aplicació Confirming 
4.1 Punt de partida 
Com a punt de partida del procés de disseny, es compta amb documentació de les transaccions 
involucrades en els casos d’ús, el resultat de l’especificació (el document d’anàlisi funcional i 
els prototips de les pantalles de l’aplicació) i la llista de requisits no funcionals
4.1.1 Documentació de les transaccions 
.  
Tota aquesta documentació és molt extensa i no l’he elaborada jo, així que no l’incloc sencera. 
N’incloc, això sí, una petita part a tall d’exemple, als apèndixs de la memòria. 
El departament de host redacta dos documents per a cada transacció: un per a definir els 
paràmetres l’entrada i l’altre per a poder interpretar la sortida. A partir d’aquests documents 
es dissenyen els diagrames de business entities i les crides a les transaccions. 
En el document d’entrada, s’especifiquen els noms dels paràmetres, que solen ser literals de 4 
caràcters, així com les longituds dels valors que s’hi esperen. També s’hi inclou informació 
sobre l’obligatorietat dels paràmetres. 
En el document de sortida, es llisten els formats que enviarà host, especificant per a cadascun 
d’ells la posició inicial, la durada i la descripció de cada valor. Amb aquesta informació, es 
dissenyen les business entities de l’aplicació. 
(Veure Apèndix I, «Documentació d’una transacció d’exemple»). 
4.1.2 Resultat de l’especificació 
L’analista funcional redacta, per a definir l’especificació de l’aplicació, el document d’anàlisi 
funcional. En aquest document, hi inclou el model de dades i els models funcional i de 
comportament estructurats en casos d’ús. 
Per altra banda, dissenya el prototip de les pantalles de l’aplicació (model de la interfície). 
(Veure Apèndix II, «Especificació d’un cas d’ús d’exemple»). 
4.1.3 Requisits no funcionals 
El perfil de l’usuari final de PHOENIX sol ser el d’un treballador de Caixa Penedès, coneixedor 
per tant del món de la banca, i que realitza milers d’operacions diàries des de l’oficina. Un dels 
requisits indispensables de PHOENIX és, doncs, l’agilitat i usabilitat de les aplicacions. 
El cas de Confirming, però, és lleugerament diferent. El principal usuari final d’aquesta 
aplicació és el servei de Factoring/Confirming, que compta amb 10 persones treballant-hi a 
temps complet. A més, hi haurà unes 4 persones del departament de Servidor financer que 
l’utilitzaran esporàdicament, i dues més del departament d’Organització. Les seves 
intereaccions amb l’aplicació seran bàsicament de consultes i resolució d’incidències. 
Finalment, a les oficines, que compten amb entre 2500 i 3000 terminals, també es faran 
algunes operacions amb l’aplicació Confirming. 
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Heus aquí un recull dels requisits no funcionals que he considerat més importants a 
Confirming: 
• Evitar en la mesura del possible que l’usuari faci operacions irreversibles sense adonar-
se’n. 
• Evitar que l’usuari invoqui el Servidor financer amb paràmetres que ja se sap que són 
incorrectes. 
• Proporcionar molta flexibilitat de navegació, amb l’ajuda d’enllaços. 
• Mostrar informació de context a cada pantalla. L’aplicació és molt gran i és important 
que l’usuari estigui situat en tot moment. 
• Proporcionar facilitat de navegació i execució amb el teclat. 
• Mostrar sempre el resultat de les crides a les transaccions, tant si han anat bé com si 
no. Mostrar-ne el màxim d’informació possible. 
• Facilitar la introducció de dades formatant els imports i els números de compte i 
autocompletant els camps si és possible. 
• Dissenyar l’aplicació pensant en possibles ampliacions en el futur, aplicant el criteri de 
reusabilitat. 
• Documentar durant totes les fases de desenvolupament: anàlisi, disseny, codificació, 
testeig. 
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4.2 Disseny 
He plantejat el disseny de l’aplicació Confirming des de quatre punts de vista: lògica, de 
processos, de desenvolupament i física. 
4.2.1 Vista lògica 
Des del punt de vista lògic o estructural, en el procés de disseny es defineixen, per una banda, 
el/s diagrama/es de les business entities (en català, entitats de negoci) i per altra les 
definicions dels controladors, vistes i presenters (noms, funcions, herències, etc.). 
(Veure Annex A, «Disseny de l’aplicació Confirming: Vista lògica»). 
4.2.1.1 Business entities 
Per a crear els diagrames de business entities, és necessari conèixer bé la sortida de les 
transaccions, així com el prototipus de l’aplicació.  
Cal analitzar cada format del document de sortida de les transaccions i mapejar els seus valors 
als atributs de les business entities. 
Per exemple, en el document de sortida de la transacció de consulta del detall d’una remesa, 
es defineixen 4 formats: ZM2144, ZM2145, ZH0027 i ZM2046. 
 
Figura 4.1 Extracte del document de sortida de la transacció GDNDRECF 
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A partir dels formats ZN2144 i ZM2145, es decideix crear una nova business entity: Remesa. 



















Figura 4.2 Diagrama UML: business entities Remesa i Message 
El format ZH0027 té una finalitat diferent: omple una llista amb les opcions disponibles de la 
Remesa. No es mapeja, per tant, a cap business entity. 
4.2.1.2 Controladors 
Es dissenya un controlador per a cada escenari o pantalla.  
Per exemple, per a mostrar una llista de contractes, es defineix el ContractsListController. 
Aquest controlador utilitza un layout de dues columnes on incrustar les vistes de cerca i llista. 
Un controlador té un únic layout, mentre que un layout pot ser utilitzat per més d’un 
controlador. 




També es presenta un diagrama amb les vistes que inclou el controlador, incloent-hi també els 
seus presenters. 
4.2.1.3 Layouts 
En la definició d’un controlador, s’especifica quin és el layout que utilitza. Hi ha dos layouts 
definits al Core de l’aplicació: OneColumnLayout i TwoColumnsLayout. La resta, són propis de 
l’aplicació Confirming. 
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En aquest apartat, es fa un dibuix de com ha de ser el layout, especificant el nom de cadascuna 



















Figura 4.4 Layout específic de l'aplicació Confirming 
4.2.1.4 Vistes 
A cada zona del layout s’hi incrusta una vista. A més, les accions de tipus popup també 
mostren una vista en una finestra modal. 
Per a cada vista, es defineix la interfície que implementa i el presenter que té associat. Amb 
aquesta informació i el prototipus de l’aplicació, el codificador ja té tot el coneixement per a 
crear la vista. 
Inicialment, s’informava també del nom i tipus dels controls de cada vista, però s’ha 
desestimat seguir incloent aquesta informació al document de disseny, ja que es pot extreure 
del prototipus. 
4.2.1.5 Presenters 
De cada presenter, se n’especifica la seva herència. Es decideix en funció de si ha de realitzar 
crides a host, o si correspon a una vista amb molts paràmetres d’entrada, etc. 
Per exemple, un presenter que no ha de fer cap crida a host, serà de tipus 
GenericViewPresenter. En el cas que sí que hagi de fer una crida, caldrà escollir entre els 3 
tipus de presenters financers: 
- FinancialServerViewPresenter: per a crides amb pocs paràmetres, generalment. 
- ListFinancialServerViewPresenter: per a representar vistes amb llistes d’elements, 
amb possibilitat de navegació. 
- DataEntryPresenter: per a representar vistes de tipus IDataEntry. Això vol dir, vistes 
amb controls que es mapegen als paràmetres d’entrada de la transacció. 
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4.2.2 Vista de processos 
Des del punt de vista de processos, he dissenyat els diagrames de seqüència de l’aplicació 
separats en casos d’ús. La notació utilitzada es basa en el llenguatge UML, si bé s’ha adaptat a 
PHOENIX en molts aspectes, per a simplificar els diagrames i fer-los més entenedors. 
Intercalo diagrames i textos explicatius. La software factory es troba físicament allunyada del 
meu lloc de treball, així que intento que sorgeixin com menys dubtes millor.  
(Veure Annex B, «Disseny de l’aplicació Confirming: Vista de processos»). 
4.2.3 Vista de desenvolupament 
La solució Confirming consta de dos projectes: Confirming (el projecte principal) i 
Confirming.UnitTest. 
 
Figura 4.5 Detall de la solució Confirming (Visual Studio – Solution Explorer) 
El projecte Confirming conté totes les classes necessàries per a executar l’aplicació: 
controladors, vistes, presenters, business entities, recursos, constants, etc. S’organitza en 
carpetes per a facilitar-ne el desenvolupament. 
 
Figura 4.6 Detall del projecte Confirming (Visual Studio – Solution Explorer) 
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El projecte Confirming.UnitTest serveix per a fer les proves de test unitàries sobre l’aplicació. 
Per a cada transacció, es desenvolupa una classe amb tants mètodes de test com casuístiques 
a comprovar. 
Des del punt de vista de desenvolupament, Confirming s’estructura segons la forma estàndard 
de qualsevol aplicació Windows desenvolupada en .NET. 
Així doncs, al directori de treball hi trobem les carpetes bin (per als binaris compilats) i Source 
(el codi font del projecte principal). A més, s’ha creat la carpeta Configuration per a desar els 
fitxers XML de configuració de l’aplicació i la carpeta UnitTest, per al codi font del projecte de 
test unitari. 
 
Figura 4.7 Estructura de directoris de la solució Confirming 
4.2.3.1 Fitxer de configuració de l’aplicació 
Com a analista orgànica, he elaborat el fitxer de configuració de l’aplicació Confirming. En 
aquest fitxer es descriuen els elements de cada controlador, així com les opcions de la 
RibbonBar, entre altres coses. 
Podeu consultar-lo als documents annexos a la memòria. 
(Veure Annex C, «Disseny de l’aplicació Confirming: Fitxer de configuració de l’aplicació»). 
4.2.4 Vista física  
Tal i com s’ha comentat anteriorment, existeixen diferents branques de codi per a cadascuna 
de les aplicacions PHOENIX, una per a cada entorn de desplegament i algunes que estan per 
sota de Development i són d’ús exclusiu de la software factory.  
A Confirming, per exemple, actualment hi ha les branques corresponents als entorns 
Development, DE i PR, i també algunes branques filles de Development vinculades a Ordres de 
Treball i Work Items relacionats amb l’aplicació. No hi ha branca de RE perquè encara no s’ha 
donat el vist-i-plau per a distribuir Confirming a aquest entorn. 
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Figura 4.8 Branques de Confirming (Visual Studio – Source Control Explorer) 
En el cas de voler generar una versió de PHOENIX, cal compilar totes les branques de les 
aplicacions corresponents a l’entorn que es vulgui distribuir. Per exemple, si el que es vol és fer 
una versió de DE, es compilarà el codi de totes les branques de DE, obtenint un codi generat 
que es col·locarà en un directori concret de la màquina destí. 
 
4.9 Procés de generació del codi i desplegament a la màquina destí 
Així, per a cada entorn, es fa una generació diferent.  
L’eina Team Build ens facilita la configuració i execució d’aquestes generacions, convertint-se 
en un procés automatitzat. Tenim definits diversos tipus de generacions, que podem executar 
fàcilment en qualsevol moment. 
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Figura 4.10 Generacions definides a PHOENIX (Visual Studio – Team Explorer) 
Les aplicacions PHOENIX es distribueixen als diferents entorns de Caixa Penedès de la següent 
manera: 
 
Figura 4.11 Distribució de les generacions de PHOENIX als diferents entorns 
Des del punt de vista físic, doncs, una versió de Confirming es desplega copiant el codi generat 
durant el procés de compilació a un directori concret de la màquina destí. 
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Figura 4.12 Codi generat en compilar la branca Development de Confirming 
 
Figura 4.13 Detall d’una carpeta amb el codi generat en compilar les branques 




5.1 Concordança de resultats i objectius 
Estic gratament satisfeta de com s’han complert els objectius d’aquest treball.  
5.1.1 Estudi del projecte PHOENIX 
L’estudi del projecte PHOENIX (les eines, les tecnologies, la metodologia i l’arquitectura del marc 
de treball) m’ha permès entendre moltes coses que em són de gran utilitat en la meva feina 
diària. Estic molt més capacitada per a realitzar les tasques que em són assignades, i les faig 
amb molt més coneixement, la qual cosa em permet obtenir més bons resultats. 
PHOENIX és un projecte jove, amb una metodologia i una arquitectura pròpies que han madurat 
al llarg de l’aplicació Confirming. Com que l’equip de treball és relativament petit, he pogut ser 
testimoni i participar activament d’aquesta evolució. 
5.1.1.1 La metodologia 
Es podria dir que Confirming ha estat un bon conillet d’índies per a testejar la manera de 
treballar a PHOENIX. 
Hem aplicat alguns canvis a la nostra metodologia, com ara la inclusió d’un nou tipus de tasca 
que engloba totes les tasques que tenen a veure amb la integració d’un mòdul (corresponent a 
una entrega) de l’aplicació. Així, cada vegada que es fa una entrega, es poden aglutinar totes 
les tasques derivades dels resultats de les proves de l’analista funcional sota una sola tasca, i 
això en facilita el seguiment. 
També hem acabat de definir el flux d’assignació de tasques, en funció de l’experiència que 
hem anat adquirint.  
Recentment, hem recuperat la costum de fer reunions diàries de 10-15 minuts a l’inici de la 
jornada laboral. Cada membre de l’equip explica les tasques fetes el dia anterior, les previstes 
per al mateix dia i els impediments amb els quals preveu que es pot trobar per a completar-les. 
Així podem portar un millor control de l’estat d’evolució de les aplicacions. 
També hem col·locat a l’oficina un taulell de suro dividit en columnes on pengem targetes que 
representen les tasques de Core. Cada columna representa l’estat on es troba la tasca, i les 
targetes es pengen a diferents alçades en funció de la seva prioritat. 
Durant el desenvolupament de Confirming hem seguit la metodologia prou estrictament, 
encara que no sempre ha estat possible. En el cas d’algunes peticions de canvi i/o errors 
detectats just abans de fer una entrega per part de la software factory, no hi ha hagut temps 
de revisar el document de disseny tècnic, i s’han fet els canvis directament sobre el codi. Ha 




5.1.1.2 L’arquitectura del marc de treball 
En una aplicació tan completa i extensible com Confirming, l’arquitectura del marc de treball 
de PHOENIX ha sofert alguns canvis substancials i d’altres que si bé no són tan grans, són igual 
d’importants per al conjunt d’aplicacions PHOENIX.  
Com a il·lustració, mostro una taula amb les tasques que ha calgut desenvolupar al Core de 
PHOENIX com a conseqüència de peticions de l’aplicació Confirming: 











3775 [Core] fer un Set a LastCallData Alba Core Delivered 1 1 0 
3698 [Core] Els popups mostren massa espai en 
blanc a sota dels botons 
Alba Core Not 
Done 
3  3 
3697 [Core] Fer que el RunAction() i el RunPopup() 
desin el nom de l'acció a l'state: 
State[StateObjectsNames.ACTION_RUNNING] 
Alba Core Delivered 1 1 0 
3684 [Core] Fer que el RunAction() estableixi el títol 
i la navegació del layoutbar 
Alba Core Delivered 4 2 0 
3672 [Core] Configurar el DataEntryPresenter per a 
que pugui passar dels controls hidden 
Alba Core Delivered 2 2 0 
3661 [Core] Afegir a PhoenixTuxedoTrace 
informació de ntpcall 11 (i altres, si n'envien) 
Alba Core Delivered 3 3 0 
3609 [Core] Notificació presenter en 
mostrar/amagar vista d'error: que discerneixi 
entre error i missatge 
Alba Core DoneRE 1 1 0 
3515 [Core] Mètode OnNotify() al 
WorkItemController 
Alba Core DoneRE 4 4 0 
3340 [Core] modificació isl per les grids amb 
subapartats 
Alba Task DoneRE 1  1 
3331 [Core] Acció SHOW_MESSAGE: behaviour Alba Core DoneRE 2 1 0 
3268 [Core][BUG] El ventanuco no retorna els 
HostValues() després de fer un Set d'algun 
paràmetre 
Alba Task DoneRE 2 1 0 
3243 [Core] Aparença dels popups del mateix 
controlador 
Alba Core DoneRE 4 4 0 
3237 [Core] PhoenixCustomizableTextBox: fer un 
event per quan canviï el valor (no el text!) 
Alba Core Not 
Done 
12  12 
3130 [Core] No s'escolta l'enter en els popups Alba Core Not 
Done 
4  4 
3049 [Core] Crear el control PhoenixCheckBox Alba Core DoneRE 7 6 0 
3029 [Core] Fer que es faci la validació creuada de 
la vista encara que la validació dels controls 
sigui false 
Alba Core DoneRE 2 2 0 
3020 [Core] Tractar els Cancel Override Alba Core Not 
Done 
4  4 
2381 [Core] ClosePopUp per a popups cridats pel 
seu propi Controller 
Alba Core DoneRE 8 4 0 
2375 [Core] Invocar un EntryPoint de tipus 
EntryPointType.PopUp en mostrar un popup 
Alba Core DoneRE 4 4 0 
2353 [Core][BUG] PhoenixCombo queda desplegat 
en canviar de finestra a SIO 
Alba Core Bug DoneRE 3 3 0 
2337 [Core][BUG] es perd l'alineació del 
PhoenixTextBox 
Alba Core Bug DoneRE 2 1 0 
2314 [Core] Arreglat error de gestió de layouts en 
canvis de vista 
Alba Core DoneRE 2 2 0 
2058 [Core] PhoenixTextBoxAmount: esborrar i 
escriure 
Alba Core DoneRE 4 4 0 
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1913 [Core] Imprimir ITE / ICO Alba Core DoneRE 1 1 0 
1881 [Core][BUG] no es processen els formats que 
vénen després d'un format inexistent 
Alba Core Bug DoneRE 2 2 0 
1867 [Core] ErrorBehaviourOnInitialAction & 
ErrorBehaviour 
Alba Core DoneRE 2 1 1 
1736 [Core] IDEA: gestionar resultat Alba Core DoneRE 8 2 2 
1712 [Core] tractament go back (specific behaviour) Alba Core DoneRE 2 2 0 
1710 [Core][BUG] peta en canviar d'idioma Alba Test Bug DoneRE 1 1 0 
1699 [Core][BUG] En alguns casos la tecla "Enter" 
no llença l'Accept. 
Alba Core DoneRE 7 5 0 
1689 [Core] TipusEntrada de les labels no refresca * Alba Core DoneRE 2  2 
1686 [Core] submessage de SHOW_MESSAGE Alba Core DoneRE 2 1 0 
Taula 5.1 Tasques de Core creades durant el desenvolupament de Confirming 
Per exemple, en el desenvolupament de la tasca  
3515 [Core] Mètode OnNotify() al WorkItemController 
es va afegir un nou mètode a la classe WorkItemController que s’invoca cada vegada que es 
torna enrere des del workitem fill. Així, el pare pot executar la lògica que necessiti en aquell 
moment. Es va implementar aquesta funcionalitat perquè a Confirming es poguessin 
recarregar les llistes d’elements en tornar enrere després d’haver-ne modificat un detall. 
5.1.2 Disseny tècnic de l’aplicació Confirming 
Després d’haver fet el disseny tècnic de l’aplicació Confirming, i d’haver-se produït retroacció 
per part de la software factory en forma de dubtes, queixes, peticions, etc., m’he adonat de la 
importància de formalitzar les diferents etapes de la metodologia en documents, així com de 
ser molt curós a l’hora de redactar-los i mantenir-los sempre actualitzats. 
Els documents de disseny tècnic de Confirming han evolucionat contínuament, des de la data 
d’inici de l’etapa de codificació fins la data d’entrega del software per part de la software 
factory. Això ha estat degut a errors que s’hi han trobat, a peticions de canvi que ha anat fent 
l’analista funcional, i a canvis que ha sofert l’arquitectura del marc de treball de PHOENIX que 
han obligat a aplicar algunes variacions al codi de l’aplicació. 
Cada nova versió del document en qüestió, marcava els canvis respecte l’anterior, i incloïa un 
petit comentari en un apartat del document: l’índex de canvis. Així, s’han anat acumulant 
versions del mateix document, una per a cada canvi realitzat. 
Un dels principals inconvenients que m’he trobat durant el disseny tècnic de Confirming ha 
estat no conèixer a priori l’anàlisi de l’aplicació sencera. L’analista funcional m’ha anat 
entregant documents d’anàlisi per a cada OT, i això m’ha dificultat poder fer un disseny 
totalment reusable.  
Malgrat tot, he anat redissenyant algunes parts de l’aplicació sobre la marxa per a poder 
satisfer aquest criteri de disseny. Per exemple, durant el disseny del mòdul d’Ordres, vaig 
canviar el diagrama de business entities de dalt a baix.  
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Figura 5.1 Diagrama UML: business entities de Confirming abans de la refactorització
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I com ha quedat l’únic diagrama finalment: 
 
Figura 5.2 Diagrama UML: business entities de Confirming després de la refactorització 
La pena és que encara es podria simplificar més, però seria costós i arriscat fer-ho a aquestes 
alçades del desenvolupament. 
Una altra cosa que ha canviat en els documents de disseny tècnic de Confirming és l’eliminació 
de l’apartat que definia els controls de cada vista. Per a cada control, s’especificava el seu 
nom, el seu tipus i altres paràmetres necessaris per a la seva implementació. Després d’arribar 
a un acord amb els analistes funcionals, tota aquesta informació s’inclou al prototip, de 




5.2 Revisió de la planificació i estudi econòmic 
Un cop acabat el treball, puc fer una valoració de la desviació produïda respecte la planificació 
que vaig fer a l’inici del projecte. 
A la següent taula, recupero la llista d’objectius plantejats al primer capítol de la memòria 
(veure Apartat 1.2, «Planificació»), juntament amb les hores previstes per a satisfer-los, i hi 
afegeixo dues columnes: una amb les hores reals dedicades a cada tasca, i una altra amb la 
desviació respecte la previsió inicial. 
Objectius  previst real variació 
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Conclusions Detecció d’aspectes a millorar 







 Total: 380 h 430 h 50 h 
 
Tal i com es pot observar, hi ha hagut una variació moderada respecte les hores previstes 
inicialment. 
Gran part d’aquesta variació es deu a la complexitat de l’arquitectura del marc de treball de 
PHOENIX, que m’ha portat més hores de feina de les que tenia planificades. 
També he invertit més temps en l’estudi de les eines i tecnologies utilitzades a PHOENIX, ja que 
m’ha semblat interessant aprofundir en l’arquitectura de Composite Application Block (veure 
Apartat 2.3.2, «Composite Application Block»).  
En la redacció de les conclusions del Projecte Fi de Carrera, he volgut incidir una mica més en 
la detecció d’aspectes a millorar, la qual cosa m’ha suposat 10 hores més de feina. 
També he dedicat 5 hores de més estudiant la metodologia de treball de PHOENIX, que han 
quedat compendades per les 5 hores de menys que he invertit en la definició de la vista de 
desenvolupament del disseny de l’aplicació Confirming. 
En total, m’he desviat 50 hores que, multiplicades per la tarifa d’analista orgànic (veure 
Apartat 1.3.3, «Recursos humans»), suposen un total de 1.750 €. 
Desenvolupament de solucions financeres en un entorn .NET:  
Disseny de l’aplicació Confirming 
75 
Pel que fa a les altres tasques planificades no incloses a l’estudi econòmic, també s’hi aprecia 
una lleugera variació d’hores: 
Altres tasques previst real variació 
Redacció de l’Informe previ 20 h 20 h 0 h 
Planificació i estudi econòmic + revisió 25 h 25 h 0 h 
Maquetació i revisió de la Memòria 15 h 25 h 10 h 
Presentació oral del PFC (*) - - - 
Total: 60 h 70 h 10 h 
 (*)Aquesta tasca no està finalitzada. El seu temps estimat és de 20 h. 
Aquesta desviació es deu a una major dedicació en la tasca de revisar i maquetar el document 
de memòria del Projecte Fi de Carrera. 
5.3 Futur 
El projecte Confirming encara no ha acabat. Darrerament s’han encarregat dues noves Ordres 
de Treball que afegeixen noves funcionalitats a l’aplicació, i no es descarta que n’apareguin de 
noves en breu. Els dissenys ja estan redactats i la software factory hi ha començat a treballar, 
però no els he inclòs en aquest treball, ja que no entraven dins la planificació. 
L’aplicació està distribuïda a l’entorn de PR, i no trigarà a arribar a RE (veure Apartat 2.4.2.1, 
«Entorns de desplegament»), és a dir, a les oficines de Caixa Penedès. 
Els nous dissenys tècnics són cada vegada més àgils de redactar, ja que l’aplicació ha estat 
pensada en termes de reusabilitat, permetent aprofitar moltes parts sense haver-les de tornar 
a dissenyar. 
Gràcies al procés de disseny de l’aplicació Confirming, l’arquitectura del marc de treball de 
PHOENIX és més madura i flexible. Les noves aplicacions PHOENIX es beneficien d’aquest fet, ja 
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 Annex A 
En aquest annex hi ha la part del document de disseny 
tècnic de l’aplicació Confirming corresponent a la vista 
lògica de l’aplicació: business entities, controladors, 
layouts, vistes i presenters. 
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A.1 Business entities 
Aquest és el diagrama de business entities de l’aplicació de Confirming. 
 




És l’encarregat de donar d’alta un Contracte. 
Defineix l’acció CF.CreateContract. 
El seu layout és de tipus OneColumnLayout, i inclou la vista ContractView. 
A.2.2 ContractsListController 
És l’encarregat de fer les consultes de Contractes.  
Defineix les accions CF.ConsultaContractes i CF.ConsultaContractesPendentsFormalitzar i 
CF.ContractesAmbImpagats. 
El seu layout és de tipus ContractSearchLayout, que consisteix en una zona de menú a 
l’esquerra amb la vista ContractsSearchView i una zona central amb la vista ContractsListView. 
A.2.3 ContractDetailController 
És l’encarregat de mostrar el detall d’un Contracte o d’una Versió d’un Contracte. 
Defineix les accions CF.ContractDetail, CF.ContractVersionDetail i 
CF.ResolucioAnticipadaPopUp (de tipus ActionPopUpConfig). 
El seu layout és de tipus ContractDetailLayout, que consisteix en una zona central amb la vista 
DetailContractView i cinc zones consecutives al peu de pàgina, amb les vistes 
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A.2.4 ContractsHistorialListController 
És l’encarregat de mostrar la llista de Versions d’un Contracte en format extens. 
Defineix les accions CF.ContractsHistorialList. 
El seu layout és de tipus OneColumnLayout, que consisteix en una única zona amb la vista 
ContractsHistorialFullListView. 
A.2.5 NewRemesaController 
És l’encarregat de donar d’alta una Remesa. 
Defineix l’acció CF.AltaRemesa. 
El seu layout és de tipus OneColumnLayout. Inclou la vista RemesaDetailView. 
A.2.6 RemesesListController 
És l’encarregat de fer les consultes de Remeses.  
Defineix l’acció CF.ConsultaRemeses. 
El seu layout és de tipus ContractSearchLayout, que consisteix en una zona de menú a 
l’esquerra amb la vista RemesesSearchView i una zona central amb la vista RemesesListView. 
A.2.7 RemesaDetailController 
És l’encarregat de mostrar el detall d’una Remesa. 
Defineix les accions CF.RemesaDetail, CF.EliminarRemesaPopUp i CF.AcceptarRemesaPopUp.  
El seu layout és de tipus RemesaDetailLayout, que consisteix en una zona central amb la vista 
RemesaDetailView i una zona al peu de pàgina, amb la vista OrdresMiniListView. 
A.2.8 NewOrdreController 
És l’encarregat de donar d’alta una Ordre. 
Defineix l’acció CF.AltaOrdre. 








És l’encarregat de fer les consultes d’Ordres.  
Defineix les accions CF.ConsultaOrdresInicial, CF.ConsultaPropersVenciments, 
CF.ConsultaOrdresImpagades, CF.ConsultaOrdresRemesa, CF.BestretaPopUp, 
CF.RecompraPopUp i CF.ConsultaOrdresRelacio. 
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El seu layout és de tipus ContractSearchLayout, que consisteix en una zona de menú a 
l’esquerra amb la vista OrdresSearchView i una zona central amb la vista OrdresListView.  


















És l’encarregat de mostrar el detall d’una Ordre. 
Defineix l’acció CF.OrdreDetail.  








És l’encarregat de donar d’alta un Proveïdor. 
Defineix l’acció CF.AltaProveidor. 
El seu layout és de tipus OneColumnLayout. Inclou la vista ProveidorDetailView. Aquesta vista 








És l’encarregat de fer les consultes de Proveïdors.  
Defineix l’acció CF.ConsultaProveidors. 
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El seu layout és de tipus ProveidorSearchLayout, que consisteix en una zona de menú a 















És l’encarregat de mostrar el detall d’un Proveïdor. 
Defineix l’acció CF.ProveidorDetail.  
El seu layout és de tipus ProveidorDetailLayout. Inclou les vistes ProveidorDetailView, 

















És l’encarregat de fer les consultes de Relacions.  
Defineix les accions CF.ConsultaRelacions i CF.ConsultaRelacionsProveidor. 
El seu layout és de tipus RelacionsSearchLayout, que consisteix en una zona de menú a 
l’esquerra amb la vista RelacionsSearchView, una capçalera amb la vista CondicionsBoxView i 
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A.2.15 RelacioDetailController 
És l’encarregat de donar d’alta una Relació o mostrar-ne el detall. 
Defineix les accions CF.AltaRelacioPopUp, CF.AltaRelacio i CF.DetallRelacio. 













És l’encarregat de fer les consultes de Remeses, Proveïdors i Contractes (alertes actives). 
Defineix l’acció CF.ConsultaAlertes. 
El seu layout és de tipus AlertesLayout, que consisteix en una zona superior amb la vista 
RemesesMiniListView, una zona central amb la vista ProveidorsMiniListView i una zona inferior 



















































































Implementa la interfície IContractView : IDataEntry. 
S’associa a ContractViewPresenter. 
A.4.2 ContractsHistorialFullListView 
Implementa la interfície IContractsHistorialListView. 
S’associa a ContractsHistorialListViewPresenter. 
Mostra la llista de Versions d’un Contracte en format extens. 
A.4.3 ContractsHistorialPreviewListView 
Implementa la interfície IContractsHistorialListView. 
S’associa a ContractsHistorialListViewPresenter. 
Mostra la llista de Versions d’un Contracte en format reduït. 
A.4.4 ContractsListView 
Implementa la interfície IContractsListView. 
S’associa a ContractsListViewPresenter. 
Mostra la llista de Contractes amb opcions de navegació endavant i enrere. 
A.4.5 ContractsSearchView 
Implementa la interfície IContractsSearchView. 
S’associa a ContractsSearchViewPresenter. 
Mostra el menú de cerca de Contractes. 
A.4.6 DetailContractView 
Implementa la interfície IDetailContractView. 
S’associa a DetailContractViewPresenter. 
Mostra el detall d’un Contracte o d’una Versió d’un Contracte. 
A.4.7 AnticipatedResolutionView 
Implementa la interfície IView. 
S’associa a AnticipatedResolutionViewPresenter. 
Formulari on introduïr el número de Contracte del qual es vol fer la resolució anticipada. 
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A.4.8 RemesesMiniListView 
Implementa la interfície IRemesesListView. 
S’associa a RemesesListViewPresenter. 
A.4.9 ProveidorsMiniListView 
Implementa la interfície IProveidorsListView. 
S’associa a ProveidorsListViewPresenter. 
A.4.10 RemesesListView 
Implementa la interfície IRemesesListView. 
S’associa a RemesesListViewPresenter. 





(*) Utilitzar un TableLayoutPanel amb un Panel que contingui un CacheNavigationControl, tal i 
com està fet a ContractsListView. 
A.4.11 RemesesSearchView 
Implementa la interfície IDataEntry. 
S’associa a RemesesSearchViewPresenter. 
Mostra el menú de cerca de Remeses. 
Nom Tipus Observacions ParameterName 
ttlCercar PhoenixTitle  - 
lblIDRemesa PhoenixLabel  - 
txtIDRemesa PhoenixTextBox  NURE 
lblNumContracte PhoenixLabel  - 
txtNumContracte PhoenixTextBoxCEP  NUCO 
lblIDClient PhoenixLabel  - 
vtnIDClient Ventanuco  GNP2 
GCI2 
GIO3 
lblOficina PhoenixLabel  - 
txtOficina PhoenixTextBox AllowLetters = 
false 
OFIA 
lblEstat PhoenixLabel  - 
cmbEstat PhoenixCombo  ESTA 
lblData PhoenixLabel  - 
cmbData PhoenixCombo Alta, Acceptacio, 
Eliminacio, 
- 
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Rebuig 
dtpData PhoenixDateTimePicker  Alta: INAR, FIAR 
Acceptacio: INAC, FIAC 
Eliminacio: INER, FIER 
Rebuig: INRR, FIRR 
lblTramDates PhoenixLabel  - 








dtpDataFinal PhoenixDateTimePicker  Alta: FIAR 
Acceptacio: FIAC 
Eliminacio:  FIER 
Rebuig: FIRR 
osAltresOpcionsCerca PhoenixOptionSet  - 
btnSearch PhoenixButton  - 
A.4.12 RemesaDetailView 
Implementa la interfície IRemesaDetailView : IDataEntry. 
S’associa a RemesaDetailViewPresenter. 
Mostra el detall d’una Remesa per donar-la d’alta o bé per modificar-la. 
En el cas d’ús Alta d’una remesa, tots els controls excepte el número de Contracte estaran 
deshabilitats. 
Nom Tipus ParameterName 
lblIDRemesa PhoenixLabel - 
txtIDRemesa PhoenixTextBox NURE 
gpbxDadesRemesa PhoenixUltraExpandableGroupBox - 
lblEstat PhoenixLabel - 
cmbEstat PhoenixCombo - 
lblDataAlta PhoenixLabel - 
dtpDataAlta PhoenixDateTimePicker - 
lblNumContracte PhoenixLabel - 
txtNumContracte* PhoenixTextBoxCEP - 
lnkNumContracte* PhoenixLink - 
lblImport PhoenixLabel - 
txtImport PhoenixTextBoxAmount IMPT 
lblDataAcceptacio PhoenixLabel - 
dtpDataAcceptacio PhoenixDateTimePicker - 
lblNumOrdres PhoenixLabel - 
txtNumOrdres PhoenixTextBox NTOT 
lblOficinaAssignacio PhoenixLabel - 
txtOficinaAcceptacio PhoenixTextBox - 
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lblCIF PhoenixLabel - 
txtCIF PhoenixTextBox - 
lblNomClient PhoenixLabel - 
txtNomClient PhoenixTextBox - 
acmbOpcionsRemesa PhoenixCombo - 
btnSave PhoenixButton - 
btnCancel PhoenixButton - 
btnAfegirOrdre PhoenixButton - 
* En el cas d’ús Alta d’una remesa es mostrarà el txtNumContracte, mentre que en el cas d’ús 
Consulta/modificació del detall d’una remesa es mostrarà el lnkNumContracte. 
A.4.13 NumRemesaView 
S’associa a NumRemesaViewPresenter. Té un camp on introduïr el número de Remesa a 
consultar. 
A.4.14 OrdreAltaView 
Implementa la interfície IordreAltaView : IDataEntry 
S’associa a OrdreAltaViewPresenter. 
Mostra els paràmetres per donar d’alta una Ordre. 
Nom Tipus Observacions ParameterName 
lblNumRemesa PhoenixLabel  - 
lnkNumRemesa PhoenixLink  NURE 
lblNumContracte PhoenixLabel  - 
lnkNumContracte PhoenixLink  NUCO 
lblNomClient PhoenixLabel  - 
txtNomClient PhoenixTextBox  - 
lblCIFClient PhoenixLabel  - 
txtCIFClient PhoenixTextBox  - 
gpbxDadesGenerals PhoenixUltraExpandableGroupBox  - 
lblDataEmissio PhoenixLabel  - 
dtpDataEmissio PhoenixDateTimePicker  FEMI 
lblDataVenciment PhoenixLabel  - 
dtpDataVenciment PhoenixDateTimePicker  FVEN 
lblNumFactura PhoenixLabel  - 
txtNumFactura PhoenixTextBox  NUFA 
lblConcepte PhoenixLabel  - 
txtConcepte PhoenixTextBox  CONC 
lblImportPagament PhoenixLabel  - 
txtImportPagament PhoenixTextBoxAmount  IMPT 
lblCIFProveidor PhoenixLabel  - 
txtCIFProveidor PhoenixTextBox  PRPE 
btnVerificarProveidor PhoenixButton  - 
lblProveidorVerificat PhoenixLabel  - 
lblNumPagament PhoenixLabel  - 
txtNumPagament PhoenixTextBox  NPAG 
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lblDataFacturaOrigen PhoenixLabel  - 
dtpDataFacturaOrigen PhoenixDateTimePicker  FACT 
btnSaveAndContinue PhoenixButton  - 
btnSaveAndReturn PhoenixButton  - 
btnCancel PhoenixButton  - 
A.4.15 OrdreDetailView 
Implementa la interfície IOrdreDetailView : IDataEntry. 
S’associa a OrdreDetailViewPresenter. 
Mostra el detall d’una Ordre i permet modificar-la. 
Nom Tipus Observacions ParamName 
lblNumOrdre PhoenixLabel  - 
txtNumOrdre PhoenixTextBox  - 
lblNumRemesa PhoenixLabel  - 
lnkNumRemesa PhoenixLink  - 
lblNumContracte PhoenixLabel  - 
lnkNumContracte PhoenixLink  - 
lblNomClient PhoenixLabel  - 
txtNomClient PhoenixTextBox  - 
lblCIFClient PhoenixLabel  - 





lblEstat PhoenixLabel  - 
cmbEstat PhoenixCombo  ESTA 
lblEstatAnterior PhoenixLabel  - 
cmbEstatAnterior PhoenixCombo  ESAN 
lblDataEmissio PhoenixLabel  - 
dtpDataEmissio PhoenixDateTimePicker  FEMI 
lblDataAlta PhoenixLabel  - 
dtpDataAlta PhoenixDateTimePicker  - 
lblDataVenciment PhoenixLabel  - 
dtpDataVenciment PhoenixDateTimePicker  FVEN 
lblDataCobrament PhoenixLabel  - 
dtpDataCobrament PhoenixDateTimePicker  - 
lblDataAnulacio PhoenixLabel  - 
dtpDataAnulacio PhoenixDateTimePicker  - 
lblImportNominal PhoenixLabel  - 
txtImportNominal PhoenixTextBoxAmmount 2+ IMPT 




lblDataFacturaOrigen PhoenixLabel  - 
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dtpDataFacturaOrigen PhoenixDateTimePicker  FACT 
lblNumFacturaOrigen PhoenixLabel  - 
txtNumFacturaOrigen PhoenixTextBox MaxLength=20 NUFA 
lblConcepte PhoenixLabel  - 
txtConcepte PhoenixTextBox MaxLength=50 CONC 
lblNumFacturaIVA PhoenixLabel  - 
txtNumFacturaIVA PhoenixTextBox  - 
lblComissioServei PhoenixLabel  - 
lblComServeiTarifa PhoenixLabel  - 
txtComServeiTarifa PhoenixTextBox  - 
lblComServeiPercentatge PhoenixLabel  - 
txtComServeiPercentatge PhoenixTextBoxAmount  - 
lblComServeiMinim PhoenixLabel  - 
txtComServeiMinim PhoenixTextBoxAmount 2+ - 
lblComServeiImport PhoenixLabel  - 





lblNomProveidor PhoenixLabel  - 
txtNomProveidor PhoenixTextBox  - 
lblCIFProveidor PhoenixLabel  - 
txtCIFProveidor PhoenixTextBox  - 
OsProveidor PhoenixOptionSet  - 
txtCCC PhoenixTextBoxCCC  - 
txtSWIFT PhoenixTextBox  - 
txtIBAN PhoenixTextBox  - 
chkCompteCertificat UltraCheckBox  - 




lblViaComunicacio PhoenixLabel  - 
txtViaComunicacio PhoenixTextBox  - 
lblTelefon PhoenixLabel  - 
txtTelefon PhoenixTextBox  - 
lblFax PhoenixLabel  - 
txtFax PhoenixTextBox  - 
lblEmail PhoenixLabel  - 





lblDataComunicacio PhoenixLabel  - 
dtpDataComunicacio PhoenixDateTimePicker  - 
lblIndReimprCartaOferta PhoenixLabel  - 
txtIndReimprCartaOferta PhoenixTextBox  - 
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lblDataCartaOferta PhoenixLabel  - 





chkIndBestretaAuto UltraCheckBox  - 
lblInteresBestreta PhoenixLabel  - 
lblTarifaInteresBestreta PhoenixLabel  - 
txtTarifaInteresBestreta PhoenixTextBox  - 
lblPercInteresBestreta PhoenixLabel  - 
txtPercInteresBestreta PhoenixTextBox  - 
lblDiferencialBestreta PhoenixLabel  - 
txtDiferencialBestreta PhoenixTextBox  - 
lblComissioBestreta PhoenixLabel  - 
btnComissioBestreta PhoenixButton  - 
lblTarifaComBestreta PhoenixLabel  - 
txtTarifaComBestreta PhoenixTextBox  TANT 
lblPercComBestreta PhoenixLabel  - 
txtPercComBestreta PhoenixTextBoxAmount  - 
lblMinimComBestreta PhoenixLabel  - 
txtMinimComBestreta PhoenixTextBoxAmount 2+ - 
lblTAEInteresBestreta PhoenixLabel  - 
txtTAEInteresBestreta PhoenixTextBoxAmount  - 
lblDataFinancament PhoenixLabel  - 
dtpDataFinancament PhoenixDateTimePicker  - 
lblDataCalculBestreta PhoenixLabel  - 
dtpDataCalculBestreta PhoenixDateTimePicker  - 
lblImportInteresBestreta PhoenixLabel  - 
txtImportInteresBestreta PhoenixTextBoxAmount 2+ - 
lblImportComBestreta PhoenixLabel  - 
txtImportComBestreta PhoenixTextBoxAmount 2+ - 
lblImportTotalBestreta PhoenixLabel  - 
txtImportTotalBestreta PhoenixTextBoxAmount 2+ - 
lblDataCalculSimBestreta PhoenixLabel  - 
dtpDataCalculSimBestreta PhoenixDateTimePicker  - 
btnSimulacioBestreta PhoenixButton  - 
lblImportInteresSimBestreta PhoenixLabel  - 
txtImportInteresSimBestreta PhoenixTextBoxAmount 2+ - 
lblImportComSimBestreta PhoenixLabel  - 
txtImportComSimBestreta PhoenixTextBoxAmount 2+ - 
lblImportTotalSimBestreta PhoenixLabel  - 
txtImportTotalSimBestreta PhoenixTextBoxAmount 2+ - 
lblMissatgeSimulacioBestreta PhoenixLabel  - 
lblDataBestretaFutura PhoenixLabel  - 
txtDataBestretaFutura PhoenixTextBoxAmount  - 
lblNumOperacio PhoenixLabel  - 
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lblInteresRecompra PhoenixLabel   
lblTarifaInteresRecompra PhoenixLabel  - 
txtTarifaInteresRecompra PhoenixTextBox  - 
lblPercInteresRecompra PhoenixLabel  - 
txtPercInteresRecompra PhoenixTextBox  - 
lblDiferencialRecompra PhoenixLabel  - 
txtDiferencialRecompra PhonixTextBox  - 
lblComissioRecompra PhoenixLabel  - 
lblTarifaComRecompra PhoenixLabel  - 
txtTarifaComRecompra PhoenixTextBox  - 
lblPercComRecompra PhoenixLabel  - 
txtPercComRecompra PhoenixTextBoxAmount  - 
lblMinimComRecompra PhoenixLabel  - 
txtMinimComRecompra PhoenixTextBoxAmount 2+ - 
lblTAERecompra PhoenixLabel  - 
txtTAERecompra PhoenixTextBoxAmount  - 
lblDataRecompra PhoenixLabel  - 
dtpDataRecompra PhoenixDateTimePicker  - 
lblDataCalculRecompra PhoenixLabel  - 
dtpDataCalculRecompra PhoenixDateTimePicker  - 
lblImportComRecompra PhoenixLabel  - 
txtImportComRecompra PhoenixTextBoxAmount 2+ - 
lblImportInteresRecompra PhoenixLabel  - 
txtImportInteresRecompra PhoenixTextBoxAmount 2+ - 
lblImportTotalRecompra PhoenixLabel  - 
txtImportTotalRecompra PhoenixTextBoxAmount 2+ - 
lblDataCalculSimRecompra PhoenixLabel  - 
dtpDataCalculSimRecompra PhoenixDateTimePicker  - 
btnSimulacioRecompra PhoenixButton  - 
lblImportComSimRecompra PhoenixLabel  - 
txtImportComSimRecompra PhoenixTextBoxAmount 2+ - 
lblImportInteresSimRecompra PhoenixLabel  - 
txtImportInteresSimRecompra PhoenixTextBoxAmount 2+ - 
lblImportTotalSimRecompra PhoenixLabel  - 
txtImportTotalSimRecompra PhoenixTextBoxAmount 2+ - 
lblMissatgeSimulacioRecompr
a 





lblIndBonificacio PhoenixLabel  - 
osIndBonificacio PhoenixOptionSet  - 
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lblPercBonMarge PhoenixLabel  - 
txtPercBonMarge PhoenixTextBoxAmount  - 
lblPercBonComissio PhoenixLabel  - 
txtPercBonComissio PhoenixTextBoxAmount  - 
lblDataCalculBonificacio PhoenixLabel  - 
dtpDataCalculBonificacio PhoenixDateTimePicker  - 
lblImpBonMarge PhoenixLabel  - 
txtImpBonMarge PhoenixTextBoxAmount 2+ - 
lblImpBonComissio PhoenixLabel  - 
txtImpBonComissio PhoenixTextBoxAmount 2+ - 
lblNumNotaAbonament PhoenixLabel  - 
txtNumNotaAbonament PhoenixTextBox  - 
lblOpcioManteniment PhoenixLabel  - 
cmbOpcioManteniment PhoenixCombo  - 
lblAfectacioModificacions PhoenixLabel  - 






Implementa la interfície IOrdresListView. 
S’associa a OrdresListViewPresenter. 
Mostra una llista reduïda d’Ordres. Aquesta vista és reutilitzada pels casos d’ús Propers 








Implementa la interfície IOrdresListView. 
S’associa a OrdresListViewPresenter. 
Mostra una llista d’Ordres en format complet.  
Al costat de cada Ordre hi ha un checkbox per marcar-la i desmarcar-la, i a la capçalera de la 
grid un checkbox general per marcar-les i desmarcar-les totes. 
Nom Tipus 
gbxOrdres PhoenixUltraExpandableGroupBox 







(*) Utilitzar un TableLayoutPanel amb un Panel que contingui un CacheNavigationControl, tal i 
com està fet a ContractsListView. 
A.4.18 OrdresSearchView 
Implementa la interfície IDataEntry. 
S’associa a OrdresSearchViewPresenter. 
Mostra el menú de cerca d’Ordres. 
Nom Tipus Observacions ParameterName 
ttlCercar PhoenixTitle  - 
lblNumOrdre PhoenixLabel  - 
txtNumOrdre PhoenixTextBox  NUOR(*) 
lblNumRemesa PhoenixLabel  - 
txtNumRemesa PhoenixTextBox  NURE 
lblOficina PhoenixLabel  - 
txtOficina PhoenixTextBox  OFIC 
lblEstat PhoenixLabel  - 
cmbEstat PhoenixCombo  ESTA 
lblNIPProveidor PhoenixLabel  - 
txtNIPProveidor PhoenixTextBox  PRPE 
lblNumContracte PhoenixLabel  - 
txtNumContracte PhoenixTextBoxCEP  NUCO 
lblData PhoenixLabel  - 
cmbData PhoenixCombo  - 
dtpData PhoenixDateTimePicker  (*) 
lblTramDates PhoenixLabel  - 
cmbTramDates PhoenixCombo  - 
dtpDataInicial PhoenixDateTimePicker  (*) 
dtpDataFinal PhoenixDateTimePicker  (*) 
osAltresOpcionsCerca PhoenixOptionSet  (**) 
btnSearch PhoenixButton  - 
(*) veure document d’entrada de la transacció de consulta d’Ordres. 
(**) Si l’opció marcada és Propers Venciments, SITU = especial. Si l’opció marcada és Ordres 
Impagades, ESTA = impagat. 
A.4.19 OrdresAfectadesView 
S’associa a OrdresAfectadesViewPresenter. 
Mostra un llistat d’ordres afectades. 













Implementa la interfície IProveidorDetailView : IDataEntry. 
S’associa a ProveidorDetailViewPresenter. 
A.4.21 ProveidorsListView 
Implementa la interfície IProveidorsListView. 
S’associa a ProveidorsListViewPresenter. 
A.4.22 ProveidorsSearchView 
Implementa la interfície IDataEntry. 
S’associa a ProveidorsSearchViewPresenter. 
A.4.23 ComptesListView 
Implementa la interfície IComptesListView. 
S’associa a ComptesListViewPresenter. 
A.4.24 RelacionsListView 
Implementa la interfície IRelacionsListView. 
S’associa a RelacionsListViewPresenter. 
A.4.25 RelacionsSearchView 
Implementa la interfície IDataEntry. 
S’associa a RelacionsSearchViewPresenter. 
A.4.26 CondicionsBoxView 
Té dues parts que s’alternen: les condicions del contracte i les condicions del proveïdor. 
Implementa la interfície ICondicionsBoxView. 
S’associa a CondicionsBoxViewPresenter. 
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A.4.27 AltaRelacioView 
És la vista que es mostra en el popup del cas d’ús Alta relació. 
Implementa la interfície IAltaRelacioView. 
S’associa a AltaRelacioViewPresenter. 
A.4.28 RelacioDetailView 
Implementa la interfície IRelacioDetailView : IDataEntry. 
S’associa a RelacioDetailViewPresenter. 
A.4.29 RelacionsMiniListView 
Implementa la interfície IRelacionsListView. 
S’associa a RelacionsListViewPresenter. 
A.4.30 ContractsMiniListView 
Implementa la interfície IContractsListView. 
S’associa a ContractsListViewPresenter. 
 




Hereda de DataEntryPresenter<IContractView>. 
A.5.2 ContractsHistorialListViewPresenter 
Hereda de ListFinancialServerViewPresenter<IContractsHistorialListView>. 
A.5.3 ContractsListViewPresenter 
Hereda de ListFinancialServerViewPresenter<IContractsListView>. 
A.5.4 ContractsSearchViewPresenter 
Hereda de DataEntryPresenter<IDataEntry>. 
A.5.5 DetailContractViewPresenter 
Hereda de DataEntryPresenter<IDetailContractView>. 
A.5.6 AnticipatedResolutionViewPresenter 
Hereda de GenericViewPresenter<IView>. 
A.5.7 RemesesListViewPresenter 
Hereda de ListFinancialServerViewPresenter<IRemesesListView>. 
A.5.8 RemesesSearchViewPresenter 
Hereda de DataEntryPresenter<IDataEntry>. 
A.5.9 RemesaDetailViewPresenter 
Hereda de DataEntryPresenter<IRemesaDetailView>. 
A.5.10 NumRemesaViewPresenter 
Hereda de FinancialServerViewPresenter<IView>. 
A.5.11 OrdreAltaViewPresenter 
Hereda de DataEntryPresenter<IOrdreAltaView>. 
A.5.12 OrdreDetailViewPresenter 
Hereda de DataEntryPresenter<IOrdreDetailView>. 
A.5.13 OrdresListViewPresenter 
Hereda de ListFinancialServerViewPresenter<IOrdresListView>. 
A.5.14 OrdresSearchViewPresenter 
Hereda de DataEntryPresenter<IDataEntry>. 
A.5.15 OrdresAfectadesViewPresenter 
Hereda de FinancialServerViewPresenter<IView>. 
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A.5.16 ProveidorDetailViewPresenter 
Hereda de DataEntryPresenter<IProveidorDetailView>. 
A.5.17 ProveidorsListViewPresenter 
Hereda de ListFinancialServerViewPresenter<IProveidorsListView>. 
A.5.18 ProveidorsSearchViewPresenter 
Hereda de DataEntryPresenter<IDataEntry>. 
A.5.19 RelacionsListViewPresenter 
Hereda de ListFinancialServerViewPresenter<IRelacionsListView>. 
A.5.20 ComptesListViewPresenter 
Hereda de ListFinancialServerViewPresenter<IComptesListView>. 
A.5.21 RelacionsListViewPresenter 
Hereda de ListFinancialServerViewPresenter<IRelacionsListView>. 
A.5.22 RelacionsSearchViewPresenter 
Hereda de DataEntryPresenter<IDataEntry>. 
A.5.23 CondicionsBoxViewPresenter 
Hereda de GenericViewPresenter<ICondicionsBoxView>. 
A.5.24 AltaRelacioViewPresenter 
Hereda de FinancialServerViewPresenter<IAltaRelacioView>. 
A.5.25 RelacioDetailViewPresenter 
Hereda de DataEntryPresenter<IRelacioDetailView>. 
  
Annex B 
En aquest annex hi ha la part del document de disseny 
tècnic de l’aplicació Confirming corresponent a la vista de 
processos de l’aplicació. Està estructurat en casos d’ús. 







B.1 Cas d’ús: Alta d’un Contracte iii 
B.2 Cas d’ús: Consulta de Contractes iv 
B.3 Cas d’ús: Consulta/modificació del detall d’un Contracte vi 
B.4 Cas d’ús: Consulta de l’historial de versions del Contracte xvi 
B.5 Cas d’ús: Consulta del detall de la versió d’un Contracte xvii 
B.6 Cas d’ús: Formalització d’un Contracte xix 
B.7 Cas d’ús: Renovació de la formalització d’un Contracte xx 
B.8 Cas d’ús: Retrocessió de la formalització d’un Contracte xxi 
B.9 Cas d’ús: Retrocessió de la renovació de la formalització d’un Contracte xxi 
B.10 Cas d’ús: Resolució anticipada d’un Contracte xxii 
B.11 Cas d’ús: Alta d’una Remesa xxii 
B.12 Cas d’ús: Consulta de Remeses xxv 
B.13 Cas d’ús: Consulta/modificació del detall d’una Remesa xxviii 
B.14 Cas d’ús: Eliminació d’una Remesa xxxi 
B.15 Cas d’ús: Acceptació d’una Remesa xxxii 
B.16 Cas d’ús: retrocessió de la gestió d’una Remesa xxxii 
B.17 Cas d’ús: Consulta d’Ordres xxxiii 
B.18 Cas d’ús: Alta d’una Ordre li 
B.19 Cas d’ús: Consulta/modificació del detall d’una Ordre lxi 
B.20 Cas d’ús: Anul·lació d’una Ordre lxv 
B.21 Cas d’ús: Baixa d’una Ordre lxvi 
B.22 Cas d’ús: Regeneració de la carta oferta d’una Ordre lxvi 
B.23 Cas d’ús: Pagament de bestreta d’una Ordre lxvii 
B.24 Cas d’ús: Retrocessió del pagament de bestreta d’una Ordre lxvii 
B.25 Cas d’ús: Recompra d’una Ordre lxviii 
  
B.26 Cas d’ús: Retrocessió de la recompra d’una Ordre lxviii 
B.27 Cas d’ús: Cobrament d’una Ordre pendent de pagament lxix 
B.28 Cas d’ús: Anul·lació del cobrament d’una Ordre pendent de pagament lxix 
B.29 Cas d’ús: Retrocessió de bonificacions lxx 
B.30 Cas d’ús: Consulta de Proveïdors lxx 
B.31 Cas d’ús: Alta d’un Proveïdor lxxiv 
B.32 Cas d’ús: Consulta/modificació del detall d’un Proveïdor lxxviii 
B.33 Cas d’ús: Baixa d’un Proveïdor lxxxi 
B.34 Cas d’ús: Consulta de Relacions lxxxii 
B.35 Cas d’ús: Alta d’una Relació lxxxvii 
B.36 Cas d’ús: Consulta/modificació del detall d’una Relació lxxxix 
B.37 Cas d’ús: Eliminació d’una Relació xcv 
B.38 Cas d’ús: Bestreta d’una Relació xcvi 
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B.41 Accions del combo ciii 
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B.1 Cas d’ús: Alta d’un Contracte 
Es mostra la pantalla d’alta de Contracte. Si l’usuari clica acceptar o prem enter, s’invoca el 
mètode SaveContract() de ContractViewPresenter. 
ContractView






Aquest mètode recorre els controls de la llista amb el mètode CallService() i fa la crida a la 
transacció. Si ha anat bé, mostrem el missatge de confirmació i anem a la consulta de 









if (State[“OVERRIDE_CANCEL”] == null)
ConfirmingUtils.ShowMessage(“CF.ConsultaContractes”, toState);
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B.2 Cas d’ús: Consulta de Contractes 













El mètode SetOperativaConsultaContractesInicial() de ContractsSearchView omplirà el 
control txtOficina amb l’oficina amb la qual s’hagi obert el SIO. 
ContractsSearchView
SetOperativaConsultaContractesInicial()
Mostra el menú de cerca amb el camp 
‘oficina’ omplert amb l’oficina amb què s’ha 
obert el SIO (activeSession.BranchNumber) 
i els altres camps buits
 
El mètode ShowUseCaseConsultaContractes() de ContractsSearchViewPresenter farà un 





Canviar el títol i la icona del Layout.
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ContractsListViewPresenter serà l’encarregat de subscriure’s a l’event 
TRANSACTION_REQUEST i fer el MakeServiceRequest() amb navegació endavant. Li passarà 
com a paràmetres la línia inicial (LNIN) i el número de línies de sortida (LNSO). Abans de fer la 
crida haurà de netejar la cache i crear una nova llista de Contractes buida a l’State. Dins del 
mètode MakeServiceRequest(), si el resultat no és Void, s’invocarà a PopulateList(), que 
executarà l’acció CF.ContractDetail si el resultat de la cerca és únic, o invocarà a FillData() si hi 
ha més d’un element a la llista de Contractes. Si no hi ha cap element a la llista de Contractes, 







Recuperem de l’State la List<Contract>
if(((List<Contract>)(this.Workitem.State[“ContractsList”]).Count == 1)




this.WorkItem.State[“ContractsList”] = new List<Contract>();
Execute de “CF.ContractDetail” (paràmetres: número de Contracte)







Configurem la cache i omplim la grid 
amb els Contractes de lst
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ContractsListViewPresenter també haurà de subscriure’s a l’event HOST_MORE_DATA, per tal 
de gestionar la paginació de la cache endavant i enrere. El mètode OnHostMoreData() recull la 
BE LACOInformation que la crida MakeServiceRequest() ha deixat a l’State, neteja l’State i fa un 
RepeatRequest() amb la nova crida. 
OnHostMoreData(source, e)
ContractsListViewPresenter
LACOInformation information = this.WorkItem.State[StateObjectNames.LACO_INFORMATION] as LACOInformation;
WorkItem.State[TransactionNames.TX_LIST_CONTRACT] = null;
WorkItem.State[StateObjectNames.LACO_INFORMATION] = null;
this.WorkItem.State[StateObjectNames.CONTRACTS_LIST] = new List<Contract>();
LastCallData newCall = ConfirmingUtils.MakeNewCallWithLacos(ev.NavigationType, information, LastCallData);
RepeatRequest();
 
En el cas que l’usuari cliqui sobre un número de Contracte de la llista, s’executarà l’acció 
CF.ContractDetail de ContractDetailController, passant com a paràmetre el número del 
Contracte. 
ContractsListView
/ clic a número de Contracte /
ContractsListViewPresenter
ShowContractDetail(nuco)
Execute de “CF.ContractDetail”, 
paràmetres: nuco
 
B.3 Cas d’ús: Consulta/modificació del detall d’un 
Contracte 
L’usuari a clicat un número de Contracte de la llista de Contractes o bé ha realitzat una cerca 
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El mètode SetOperativaContractDetail() configura la vista DetailContractView per a aquest 
cas d’ús. Aquest mètode és necessari perquè es reutilitza la mateixa vista per als casos d’ús 
Consulta/modificació del detall d’un Contracte i Consulta del detall de la versió d’un Contracte. 
DetailContractView
SetOperativaContractDetail()
Configura els controls per al cas d’ús Consulta Detall de Contracte
this.CurrentUseCase = UseCaseNames.CONSULTA_DETALL_CONTRACTE
 
El mètode ShowUseCaseContractDetail() de DetailContractViewPresenter s’encarrega de fer 









Canviar el títol i la icona del Layout.
 
El mètode FillData() omple els controls amb els camps de la BE Contracte. Si ens trobem al cas 
d’ús Consulta del detall de la versió d’un Contracte, ressaltarà els canvis per a cada camp de la 
Versió. Si el cas d’ús és Consulta/modificació del detall d’un Contracte, omplirà el combo 
d’opcions disponibles. 
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DetailContractView
FillData(Contract c) Omplir les dades del detall del Contracte i ressaltar els canvis en el cas que 
this.CurrentUseCase == UseCaseNames.CONSULTA_DETALL_VERSIO.
(consultar el camp Changed dels atributs de tipus CFProperty)
Si this.CurrentUseCase == UseCaseNames.CONSULTA_DETALL_CONTRACTE, 
omplir el combo d’opcions disponibles per a aquest Contracte (les fixes i les que ens 
hagi retornat la Tx de Detall).
 
L’usuari té l’opció d’editar els camps de la vista i Desar els canvis.  
El botó “Desar” estarà deshabilitat inicialment mentre no s’editi cap camp de la vista, moment 
en el qual passarà a estar habilitat. 
El DetailContractViewPresenter serà l’encarregat de fer la crida a la transacció de Modificació 
del Contracte, executant desrpés l’acció SHOW_MESSAGE amb el missatge que hagi retornat 
Host. 
DetailContractView











ShowMessageActionArgs args = new ShowMessageActionArgs(msg.Msg);
args.ActionArgs = new ExecuteActionArgs(“CF.ContractDetail”);
IActionCatalogService catalog = this.Presenter.WorkItem.Services.Get<IActionCatalogService>();
catalog.Execute(ActionNames.SHOW_MESSAGE, this.WorkItem, this.WorkItem, args);
 
L’usuari també pot cancel·lar els canvis (en aquest cas, es tornarà enrere cridant l’acció 
GO_BACK). 
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if(State[VOID] == null && lst.Count > 0)FillData(lst)
SetOperativaMissatge() else
 









B Annex Disseny de l’aplicació Confirming: Vista de processos 
x 














if(State[VOID] == null && lst.Count > 0)FillData(lst)
SetOperativaMissatge() else





Si l’usuari clica el número d’una Remesa, es mostra el detall. 
RemesesMiniListView
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Si l’usuari clica “Veure més”, es mostra una llista completa de les Remeses del Contracte. 
RemesesMiniListView




















Canviar el títol i la icona del Layout.
 
El mètode SetOperativaConsultaRemesesContracte() configura la vista amb el número de 
Contracte. 
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if(State[VOID] == null && lst.Count > 0)FillData(lst)
SetOperativaMissatge() else
 





Si l’usuari clica el CIF d’un Proveïdor, es mostra el detall (se li passa com a paràmetre el nip del 
Proveïdor, que està en una columna oculta). 
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ProveidorsMiniListView






Si l’usuari clica “Veure més”, es mostra una llista completa dels Proveïdors del Contracte. 
ProveidorsMiniListView




















Canviar el títol i la icona del Layout.
El mètode SetOperativaConsultaRelacionsContracte() configura la vista amb el número de 
Contracte. 
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B.3.5 Subcas d’ús: Historial de versions del Contracte (versió reduïda) 
Es mostra un llistat amb 3 versions del Contracte. 
El mètode ShowUseCaseContractHistorialPreviewList() de 
ContractsHistorialListViewPresenter és l’encarregat de fer la crida a la transacció i cridar el 
mètode FillData() de ContractsHistorialPreviewListView. 
ContractsHistorialListViewPres
enter
MakeServiceRequest(NavigationType.Forward, parametres, null, true)
PopulateList()
PopulateList()
Recuperem de l’State[“VersionsList”] la llista de Versions
this.WorkItem.State[“VersionsList”] = new List<Versio>();
ShowUseCaseContractsHistorialPreviewList() ServiceName = “GNCOHCCF”
Paràmetres: “NUCO” (de l’State[“NumContract”]) i “LNSO” = 3 (número d’elements que volem)
Omple les 3 files de la grid amb els elements de lst, mostrant només les columnes DATA i USUARI. 
Les columnes NUM_CONTRACTE i SEQ_CONTRACTE són ocultes.





La columna “data” de l’Historial de Versions reduït és un enllaç que ens permet accedir al 
detall de la Versió. Es passaran com a paràmetres el número del Contracte (nuco) i la 
seqüència (seq) dels camps ocults de la grid. 
ContractsHistorialPreviewListV
iew




Execute de “CF.VersionDetail”, 
paràmetres: nuco, seq
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Si l’usuari clica l’enllaç “veure més...” de l’Historial de Versions reduït, es mostra una pantalla 
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Canviar el títol i la icona del Layout.
 
El mètode ShowUseCaseContractsHistorialFullList() de ContractsHistorialListViewPresenter fa 
la crida al Servidor financer i invoca el mètode FillData() de ContractsHistorialFullListView. 
ContractsHistorialListViewPres
enter
MakeServiceRequest(NavigationType.Forward, parametres, null, true)
PopulateList()
PopulateList()
Recuperem de l’State[“VersionsList”] la llista de Versions
this.WorkItem.State[“VersionsList”] = new List<Versio>();
ShowUseCaseContractsHistorialFullList() ServiceName = “GNCOHCCF”
paràmetres: “NUCO” (de l’State[“NumContract”])
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B.5 Cas d’ús: Consulta del detall de la versió d’un 
Contracte 
S’accedeix a aquesta funcionalitat clicant una data d’una Versió de l’Historial. S’executa l’acció 












Canviar el títol i la icona del Layout.
 
El mètode SetOperativaContractVersionDetail() configura la vista DetailContractView per a 
aquest cas d’ús. Aquest mètode és necessari perquè es reutilitza la mateixa vista per als casos 




Configura els controls per al cas d’ús Consulta Detall Versió de Contracte
this.CurrentUseCase = UseCaseNames.CONSULTA_DETALL_VERSIO
 
El mètode ShowUseCaseContractVersionDetail() de DetailContractViewPresenter s’encarrega 
de fer el MakeServiceRequest() i invocar el mètode FillData() de DetailContractView. Es passen 
com a paràmetres el número i la seqüència del Contracte, i es posa el paràmetre checkVoid a 
true perquè el Core tracti el cas de Void. 




paràmetres: “NUCO” (número del Contracte, de l'State) i “SECU” (seqüència del Contracte, de l’State)
MakeServiceRequest(parametres, null, true)
Tenim la BE Contract a l’State
FillData((Contract)this.Workitem.State["Contracte"])
DetailContractViewPresenter DetailContractView
Omple les dades del contracte i 
habilita o deshabilita el botó 
Següent en funció del valor de 
l’atribut “MesRegistres” del 
Contracte
 
L’usuari pot navegar a la següent versió o Acceptar i tornar al detall del Contracte. 
DetailContractView
/ clic a Següent /
DetailContractViewPresenter
ShowNextVersion()






Desem a l’State el número de seqüència del Contracte (que ja teníem a l’State) + 1
ShowUseCaseContractVersionDetail()
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B.6 Cas d’ús: Formalització d’un Contracte 
Clicant el botó “Formalitzar” de la Ribbon, s’executa l’acció definida a ContractsListController 
CF.ConsultaContractesPendentsFormalitzar. Aquesta acció fa una cerca dels Contractes 
pendents de formalitzar, retornant una llista si n’hi ha més d’un, o el detall d’un Contracte si 
aquest és l’únic resultat de la cerca.  














El mètode SetOperativaConsultaContractesPendentsFormalitzar() de ContractsSearchView 
seleccionarà l’opció “Contractes Pendents de Formalitzar” del control osAltresOpcionsCerca. 
ContractsSearchView
SetOperativaConsultaContractesPendentsFormalitzar()
Mostra el menú de cerca amb l'opció de 
Contractes pendents de formalitzar marcada
 
Per a més informació sobre la consulta de Contractes, veure el cas d’ús Consulta de 
Contractes. 
Un cop s’hagi obtingut el detall d’un Contracte, es podrà formalitzar clicant l’opció 
“Formalitzar” del Combo que apareix a la pantalla de Detall del Contracte (veure Apartat B.41, 
«Accions del Combo»). 







B.7 Cas d’ús: Renovació de la formalització d’un 
Contracte 
Aquest cas d’ús s’executa clicant l’opció “Renovar Formalització” del Combo que apareix a la 
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B.8 Cas d’ús: Retrocessió de la formalització d’un 
Contracte 
Aquest cas d’ús s’executa clicant l’opció “Retrocedir Formalització” del Combo que apareix a la 






B.9 Cas d’ús: Retrocessió de la renovació de la 
formalització d’un Contracte 
Aquest cas d’ús s’executa clicant l’opció “Retrocedir Renovació de Formalització” del Combo 
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B.10 Cas d’ús: Resolució anticipada d’un Contracte 
Aquest cas d’ús s’executa clicant l’opció “Resolució Anticipada” del Combo que apareix a la 






També es pot executar el cas d’ús clicant l’opció de la Ribbon “Resolució Anticipada”. En 
aquest cas, s’executarà l’acció CF.ResolucioAnticipadaPopUp, que està definida a 
ContractDetailController i és de tipus ActionPopUpConfig. 
B.11 Cas d’ús: Alta d’una Remesa 










Canviar el títol i la icona del Layout.
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El mètode ShowUseCaseAltaRemesa() de RemesaDetailViewPresenter es guarda el cas d’ús i 






Deshabilita tots els controls excepte 
número de Contracte
 
L’usuari introdueix el número de Contracte i clica a Desar Canvis: 
RemesaDetailView




El RemesaDetailViewPresenter serà l’encarregat de fer la crida a la transacció d’Alta de la 
Remesa. Es subscriurà a l’event TRANSACTION_CALLED, i comprovarà que l’usuari no hagi 
cancel·lat el formulari d’override i que no s’hagi produït cap Void.  
Si hi ha Void, executarà l’acció SHOW_ERROR passant-li com a paràmetre SpecificBehaviour = 
None, de manera que en tornar enrera de la pantalla d’error es tornarà a mostrar la vista de 
Detall de la Remesa en el seu darrer estat. 
Si no, es mostrarà el missatge que ens hagi retornat host. Invocarem el mètode 
ShowMessage() de ConfirmingUtils, passant-li com a paràmetres l’acció que volem executar 
després (en aquest cas, Detall de la Remesa) i els paràmetres necessaris per a executar 
aquesta acció (el número de la Remesa). 
El mètode ShowMessage() de ConfirmingUtils serà una rèplica dels mètodes amb el mateix 
nom que hi ha a ContractViewPresenter i DetailContractViewPresenter. Aprofitarem per 
eliminar aquests dos mètodes ASSEGURANT-NOS DEL CORRECTE FUNCIONAMENT DEL 
MÈTODE DE CONFIRMINGUTILS. 













if (State[“OVERRIDE_CANCEL”] == null)
toState.Add(“NURE”, State[“NURE”])
ConfirmingUtils.ShowMessage(“CF.RemesaDetail”, toState);
if (State[“VOID”] == null)
else
Execute(SHOW_ERROR) amb SpecificBehaviour = None
State[“OVERRIDE_CANCEL”] = null
 
Si l’usuari clica Cancel·lar no es donarà d’alta la Remesa i es tornarà a la pantalla anterior. 
RemesaDetailView
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B.12 Cas d’ús: Consulta de Remeses 















Canviar el títol i la icona del Layout.
El mètode SetOperativaConsultaRemesesInicial() de RemesesSearchView omplirà el control 
txtOficina amb l’oficina amb la qual s’hagi obert el SIO. 
RemesesSearchView
SetOperativaConsultaRemesesInicial()
Mostra el menú de cerca amb el camp 
‘oficina’ omplert amb l’oficina amb què s’ha 
obert el SIO (activeSession.BranchNumber) 
i els altres camps buits
 
El mètode SetOperativaMissatge() de RemesesListView mostrarà el missatge “No hi ha dades 
a mostrar”. 
El mètode ShowUseCaseConsultaRemeses() de RemesesSearchViewPresenter farà un 
PublishRequest() amb els paràmetres dels controls de RemesesSearchView. 







RemesesListViewPresenter serà l’encarregat de subscriure’s a l’event 
TRANSACTION_REQUEST i fer el MakeServiceRequest() amb navegació endavant. Li passarà 
com a paràmetres la línia inicial (LNIN) i el número de línies de sortida (LNSO). Abans de fer la 
crida haurà de netejar la cache i crear una nova llista de Contractes buida a l’State. Dins del 
mètode MakeServiceRequest(), si el resultat no és Void, s’invocarà a PopulateList(), que 
executarà l’acció CF.RemesaDetail si el resultat de la cerca és únic, o invocarà a FillData() si hi 
ha més d’un element a la llista de Remeses. Si no hi ha cap element a la llista de Remeses, no 







Recuperem de l’State la List<Remesa>
if (lst.Count == 1)




this.WorkItem.State[StateObjectNames.LISTA_REMESAS] = new List<Remesa>();
Execute de “CF.RemesaDetail” (paràmetres: número de Remesa)
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El mètode FillData() de RemesesListView omplirà la grid amb la llista de Remeses i canviarà el 
nom de la columna Data en funció del camp Data que ens vingui informat (Alta, Acceptació, 




Configurem la cache i omplim la grid 
amb les Remeses de lst. Posem el títol 
de la columna Data segons el camp 
que ens vingui informat
 
RemesesListViewPresenter també haurà de subscriure’s a l’event HOST_MORE_DATA, per tal 
de gestionar la paginació de la cache endavant i enrere. El mètode OnHostMoreData() recull la 
BE LACOInformation que la crida MakeServiceRequest() ha deixat a l’State, neteja l’State i fa un 




LACOInformation information = this.WorkItem.State[StateObjectNames.LACO_INFORMATION] as LACOInformation;
WorkItem.State[TransactionNames.TX_CONSULTA_REMESA] = null;
WorkItem.State[StateObjectNames.LACO_INFORMATION] = null;
this.WorkItem.State[“RemesesList”] = new List<Remesa>();
LastCallData newCall = ConfirmingUtils.MakeNewCallWithLacos(ev.NavigationType, information, LastCallData);
RepeatRequest();
 
Si es produeix un error en la crida a la transacció, mostrem el Void. Volem que el 




ShowErrorActionArgs eargs = new ShowErrorActionArgs(this.WorkItem.State[StateObjectNames.VOID]);
eargs.SpecificBehaviour = None;
catalog.Execute(ActionNames.SHOW_ERROR, this.WorkItem, this.WorkItem, eargs);
 
En el cas que l’usuari cliqui sobre un número de Remesa de la llista, s’executarà l’acció 
CF.RemesaDetail de RemesaDetailController, passant com a paràmetre el número de la 
Remesa. 
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RemesesListView
/ clic a número de Remesa /
RemesesListViewPresenter
ShowRemesaDetail(nure)
Execute de “CF.RemesaDetail”, 
paràmetres: nure
 
En el cas que l’usuari cliqui sobre un número de Contracte de la llista, s’executarà l’acció 




Execute de “CF.ContractDetail”, 
paràmetres: nuco, indp=”00"
/ clic a número de Contracte /
 
B.13 Cas d’ús: Consulta/modificació del detall d’una 
Remesa 
L’usuari ha clicat un número de Remesa de la llista de Remeses o bé ha realitzat una cerca que 














Canviar el títol i la icona del Layout.
 
El mètode ShowUseCaseRemesaDetail() de RemesaDetailViewPresenter s’encarrega de fer el 
MakeServiceRequest() i invocar el mètode FillData() de RemesaDetailView. 











Configura els controls (enabled, disabled)
currentUseCase = UseCaseNames.DETALL_REMESA;
FillData((Remesa)WorkItem.State[StateObjectNames.REMESA])
Posar nom al camp “Data” (acceptació, eliminació, rebuig).
Omplir el combo d’accions (veure format ZH0027).
Mostrar o amagar el btnAfegirOrdres (veure format ZH0027).
 
El mètode FillData() omple els controls amb els camps de la BE Remesa.  El camp Data Alta 
s’omplirà normalment, mentre que el nom de l’altre camp Data es posarà en funció de la Data 
que ens arribi informada (d’acceptació, d’eliminació o de rebuig). El botó btnAfegirOrdres es 
mostrarà o no en funció de la informació rebuda en el format ZH0027. 
L’usuari té l’opció d’editar els camps de la vista i Desar els canvis.  
RemesaDetailView




El botó “Desar” estarà deshabilitat inicialment mentre no s’editi cap camp de la vista, moment 
en el qual passarà a estar habilitat. Quan el botó de Desar estigui habilitat, el combo 
d’opcions disponibles per a la Remesa estarà deshabilitat, i a l’inrevés. 
Per a consultar el funcionament del mètode SaveRemesa(), veure el cas d’ús Alta d’una 
Remesa. 
L’usuari també pot cancel·lar els canvis. En aquest cas, si hi ha hagut alguna modificació, es 
preguntarà a l’usuari si està segur de voler cancel·lar els canvis. Si és així, es tornarà a la 
pantalla anterior. Si no s’ha modificat res també es tornarà a la pantalla anterior. 
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/ clic a Cancel·lar /
CancelRemesaDetail()








L’usuari pot clicar el link del número de Contracte. En aquest cas, es carregarà el cas d’ús 
Consulta Detall Contracte. 




Paràmetres: nuco, indp = 00
 
En aquest cas d’ús també es carrega una llista reduïda de les Ordres de la Remesa. 
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B.14 Cas d’ús: Eliminació d’una Remesa 
Aquest cas d’ús s’executa clicant l’opció “Eliminar remesa” del Combo que apareix a la pantalla 





Preguntem  a l’usuari si vol eliminar la remesa
if (dr == DialogResult.Yes)
 
També es pot executar el cas d’ús clicant l’opció de la Ribbon “Eliminar Remesa”. En aquest 
cas, s’executarà l’acció CF.EliminarRemesaPopUp, que està definida a RemesaDetailController 
i és de tipus ActionPopUpConfig. 
L’acció CF.EliminarRemesaPopUp mostrarà la vista NumRemesaView. 
NumRemesaView
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B.15 Cas d’ús: Acceptació d’una Remesa 
Aquest cas d’ús s’executa clicant l’opció “Acceptar remesa” del Combo que apareix a la 





if (dr == DialogResult.Yes)
Preguntem  a l’usuari si vol eliminar la remesa
 
També es pot executar el cas d’ús clicant l’opció de la Ribbon “AcceptarRemesa”. En aquest 
cas, s’executarà l’acció CF.AcceptarRemesaPopUp, que està definida a 
RemesaDetailController i és de tipus ActionPopUpConfig. 
L’acció CF.AcceptarRemesaPopUp mostrarà la vista NumRemesaView. 
B.16 Cas d’ús: retrocessió de la gestió d’una Remesa 
Aquest cas d’ús s’executa clicant l’opció “Retrocedir gestió remesa” del Combo que apareix a 





if (dr == DialogResult.Yes)
Preguntem  a l’usuari si vol eliminar la remesa
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B.17 Cas d’ús: Consulta d’Ordres 
B.17.1 Propers venciments, Ordres impagades i Ordres de la Remesa 






























En el cas d’ús Detall de la Remesa, es mostra un llistat d’Ordres: Ordres de la Remesa. 


















// si no hi ha VOID:
_footerView.Presenter.ShowUseCaseOrdresRemesaPreviewList();































El mètode privat ExecuteTransactionGNCOORCF() d’OrdresListViewPresenter fa la crida a la Tx 





State[StateObjectNames.ORDRES_LIST] = new List<Ordre>();
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El mètode SetOperativa(currentUseCase) de OrdresMiniListView configura la vista segons el 





















columnes: Núm ordre, Núm remesa, Núm contracte, Nom client, CIF 
proveïdor, Nom proveïdor, Data comunicació, Data venciment, Import i Estat
 
El mètode FillData() de OrdresMiniListView omple la grid d’Ordres amb els valors de la llista 
que se li passa com a paràmetre. 
El mètode SetOperativaMissatge() de OrdresMiniListView amaga tots els controls i mostra el 
lblMissatge. 
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En el cas que l’usuari cliqui sobre un número d’Ordre de la llista, s’executarà l’acció 




Execute de “CF.OrdreDetail”, 
paràmetres: nuor
/ clic a número d'Ordre /
 
L’usuari pot clicar el link “Veure més” per veure el llistat complet d’Ordres. Es mostrarà també 
el menú de cerca amb les opcions marcades segons el tipus de cerca (Propers venciments, 
Ordres impagades o Ordres de la Remesa). 
 
OrdresListView






paràmetres: NUCO = nu, SITU = “especial” 
Execute de “CF.ConsultaOrdresImpagades”
paràmetres: NUCO = nu, ESTA = “impagat”
else if (currentUseCase.Equals(UseCaseNames.ORDRES_REMESA))
Execute de “CF.ConsultaOrdresRemesa”
paràmetres: NURE = nu 
“nu” és el número de Contracte o de 











Canviar el títol i la icona del Layout.
 






























Canviar el títol i la icona del Layout.
 






El mètode ShowUseCaseConsultaOrdres() de OrdresSearchViewPresenter farà un 






OrdresListViewPresenter serà l’encarregat de subscriure’s a l’event TRANSACTION_REQUEST i 
fer el MakeServiceRequest() amb navegació endavant. Li passarà com a paràmetres la línia 
inicial (LNIN) i el número de línies de sortida (LNSO). Abans de fer la crida haurà de netejar la 
cache i crear una nova llista d’Ordres buida a l’State. Dins del mètode MakeServiceRequest(), si 
el resultat no és Void, s’invocarà a PopulateList(), que executarà l’acció CF.OrdreDetail si el 
resultat de la cerca és únic, o invocarà a FillData() si hi ha més d’un element a la llista d’Ordres. 
Si no hi ha cap element a la llista d’Ordres, no farem res (es mostrarà el missatge: “No hi ha 
dades a mostrar”). 
Hi ha dos atributs NOUS a la classe OrdresListViewPresenter:  
• lstOrdres: és una List<Ordre>. Emmagatzema la llista d’Ordres seleccionades 
mitjançant els checks. S’actualitza cada vegada que es marca o desmarca un check. 
• paramsLastRequest: és un Dictionary<string, string>. Aquest atribut s’actualitza a 
OnTransactionRequest() amb els paràmetres de la crida a la Tx, per a poder recuperar 
després el número del Contracte i/o el Proveïdor. 








Recuperem de l’State la List<Ordre>
if (lst.Count == 1)





this.WorkItem.State[StateObjectNames.LLISTA_ORDRES] = new List<Ordre>();
Execute de “CF.OrdreDetail” (paràmetres: número d’Ordre)




El mètode SetOperativaMissatge() de OrdresListView mostrarà el missatge “No hi ha dades a 
mostrar”. 
El mètode SetOperativa() de OrdresListView configura les columnes de la grid d’Ordres segons 
el cas d’ús. 
























columnes: Núm ordre, Núm remesa, Núm contracte, Nom client, CIF proveïdor, Nom proveïdor, 
Data comunicació, Data venciment, Import i Estat
 





Es mostra el acmbOpcionsOrdres.
 
El mètode FillData() de OrdresListView configura la cache i omple la grid d’Ordres amb els 
valors de la llista que se li passa com a paràmetre. 
El mètode SetOperativaMissatge() de OrdresListView amaga tots els controls i mostra el 
lblMissatge. 
En el cas que l’usuari cliqui sobre un número d’Ordre de la llista, s’executarà l’acció 
CF.OrdreDetail de OrdreDetailController, passant com a paràmetre el número de l’Ordre. 
OrdresListView OrdresListViewPresenter
DoShowOrdreDetail(nuor)
Execute de “CF.OrdreDetail”, 
paràmetres: nuor
/ clic a número d'Ordre /
 
En el cas que l’usuari cliqui sobre un número de Remesa de la llista, s’executarà l’acció 




Execute de “CF.RemesaDetail”, 
paràmetres: nure
/ clic a número de Remesa /
 
En el cas que l’usuari cliqui sobre un número de Contracte de la llista, s’executarà l’acció 
CF.ContractDetail de ContractDetailController, passant com a paràmetre el número del 
Contracte. 
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OrdresListView OrdresListViewPresenter
DoShowContractDetail(nuco)/ clic a número de Contracte /
Execute de “CF.ContractDetail”, 
paràmetres: nuco, indp=”00”
 
En el cas que l’usuari cliqui sobre un número de Proveïdor de la llista, s’executarà l’acció 
CF.ProveidorDetail de ProveidorDetailController, passant com a paràmetre el CIF del 
Proveïdor. 
OrdresListView OrdresListViewPresenter
DoShowProveidorDetail(nupr)/ clic a número de Proveidor /




OrdresListViewPresenter també haurà de subscriure’s a l’event HOST_MORE_DATA, per tal de 
gestionar la paginació de la cache endavant i enrere. El mètode OnHostMoreData() recull la BE 
LACOInformation que la crida MakeServiceRequest() ha deixat a l’State, neteja l’State i fa un 









this.WorkItem.State[StateObjectNames.ORDRES_LIST] = new List<Ordre>();
LastCallData newCall = ConfirmingUtils.MakeNewCallWithLacos(ev.NavigationType, information, LastCallData);
RepeatRequest();
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B.17.2 Llista completa d’Ordres 
Clicant el botó “Consultar/Modificar Ordre” de la Ribbon, s’executa l’acció definida a 









Canviar el títol i la icona del Layout.
El mètode SetOperativaConsultaOrdresInicial() de OrdresSearchView omplirà el control 





L’usuari pot clicar un número d’Ordre per veure’n el detall. 
L’usuari pot clicar un número de Remesa per veure’n el detall. 
L’usuari pot clicar un número de Contracte per veure’n el detall. 
L’usuari pot clicar un número de Proveïdor per veure’n el detall. 
L’usuari pot realitzar cerques amb diferents criteris seleccionant entre les opcions de cerca de 
OrdresSearchView i clicant el botó Cercar (btnSearch). 
OrdresSearchView
/ clic a Cercar /
Configuració dels ParameterNames de 
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B.17.2.1 Operacions de Bestreta i Recompra sobre una selecció d’Ordres 
Les accions Bestreta i Recompra es poden realitzar sobre vàries o totes les Ordres d’una 
consulta. 
L’usuari només podrà seleccionar fins a un màxim de 20 Ordres de la llista (les Ordres 
s’acumularan durant les navegacions endavant i enrere). Cada vegada que l’usuari seleccioni 
una Ordre, s’actualitzarà el camp lstOrdres de OrdresListViewPresenter. 
Si l’usuari escull individualment les Ordres i intenta seleccionar la 21, es mostra un 
PhoenixMessageBox: “Només pot seleccionar fins a 20 Ordres.”, amb un botó d’acceptar. 
OrdresListView
/ clic al check d'una ordre /
OrdresListViewPresenter





Comprovar que hi ha < 20 ordres seleccionades!
 
Si l’usuari escull “Seleccionar totes les ordres de la cerca”, es desmarcaran i deshabilitaran els 
checkboxes de les Ordres de la llista, i es posarà a null el camp lstOrdres. En tornar a clicar 
“Seleccionar totes les Ordres de la cerca”, s’habilitaran els checkboxes i es crearà una nova 
llista d’Ordres a lstOrdres. 
OrdresListView





lstOrdes = new List<Ordre>();
check: es desmarquen totes les ordres que estiguin seleccionades i es deshabilita l’opció de seleccionar les ordres per separat. 
uncheck: torna a habilitar-se l’opció de seleccionar les ordres per separat
 
Un cop seleccionades les Ordres, l’usuari podrà escollir una opció del cmbOpcionsOrdres. 
Si no hi ha cap Ordre seleccionada, es mostrarà un PhoenixMessageBox: “Ha de seleccionar 
almenys una ordre”. 
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Si hi ha alguna Ordre seleccionada (o totes), s’invocarà el mètode ExecuteComboAction() de 
OrdresListViewPresenter, passant com a paràmetre l’acció a executar. 
/ clic a opció del combo /
OrdresListView OrdresListViewPresenter
if (cap ordre seleccionada)Mostrem un PhoenixMessageBox: “Ha de seleccionar almenys una ordre.”
elseExecuteComboAction((ActionConfig)cmbOpcionsOrdres.Value)
 
El mètode ExecuteComboAction() de OrdresListViewPresenter desarà a l’State la llista 
d’Ordres (camp lstOrdres de OrdresListViewPresenter) i els paràmetres pels quals s’ha fet la 
cerca (paramsLastRequest). 
Seguidament executarà l’acció CF.BestretaPopUp o CF.RecompraPopUp, que mostrarà un 
popup amb la vista OrdresAfectadesView. Ens desem l’acció per a recuperar-la en l’OnLoad() 













En mostrar el popup, s’autoinvocarà el mètode OnLoad() de OrdresAfectadesView, que 
omplirà la vista amb les dades recuperades de l’State. 
















Si lst != null, omplim la grid.
Si lst == null, no mostrem la grid.
 
Si l’usuari accepta el formulari, desarem el resultat DialogResult.OK a l’State i tancarem el 
formulari. 
OrdresAfectadesView
/ clic a Acceptar /
State[ORDRES_AFECTADES_RESULT] = DialogResult.OK;




B Annex Disseny de l’aplicació Confirming: Vista de processos 
xlviii 




/ clic a Cancel·lar /
State[ORDRES_AFECTADES_RESULT] = DialogResult.Cancel;




Tornant de l’acció CF.OrdresAfectadesViewPopUp, consultarem el resultat que ens haurà 
deixat a l’State i cridarem a ExecuteAction() de ConfirmingUtils, que invocarà el mètode 
corresponent de OrdresListViewPresenter. 
 
Tots els mètodes subratllats en groc s’han de definir a OrdresListViewPresenter.  
El mètode Bestreta() realitza el pagament de bestreta sobre les Ordres seleccionades. Si s’han 
seleccionat totes les Ordres (lst Ordres = null), passa com a paràmetres de la Tx el nip del 
Proveïdor i el número del Contracte, que busca a la primera Ordre de la llista que hi ha a 
l’State. Si no, es passen les Ordres seleccionades (El mètode GetOrdresParams() s’encarrega de 
muntar el diccionari de paràmetres amb les Ordres de lstOrdres). 
OrdresListViewPresenter
Bestreta()
ExecuteTransaction(TX_BESTRETA, params, null, null)
GetOrdresParams()
params





    <action position="15" title="CBO_OPC_BESTRETA" actionName="Bestreta"/> 
    <action position="18" title="CBO_OPC_RECOMPRA" actionName="Recompra"/> 




Fa un foreach per a totes les Ordres de 
lstOrdres i les afegeix a paramsparams
 
El mètode ExecuteTransaction() fa la crida al Servidor financer i mostra el resultat. Si ha anat 
bé, es mostra un missatge. Si no, es mostra el Void. En tots dos casos, es tornarà a la pantalla 
de consulta. 
Si ha anat bé, a més, hem de recarregar la consulta d’Ordres. Per a fer això farem que 
OrdresListViewPresenter implementi la interfície INotidiedPresenter, i sobreescriurem el 
mètode ViewStatusChange(). Invocarà el mètode RecarregaLlista() de OrdresListController 
que tornarà a llençar la cerca d’Ordres. Per a accedir al controlador des del presenter podem 
fer WorkItemManager.CurrentController. 
OrdresListViewPresenter
ViewStatusChange(ViewStatus newStatus, ViewStatusReason reason)





El mètode Recompra() realitza la recompra sobre les Ordres seleccionades. 
OrdresListViewPresenter
Recompra()
ExecuteTransaction(TX_RECOMPRA, params, null, null)
GetOrdresParams()
params
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El mètode ExecuteTransaction() fa la crida al Servidor financer i mostra el resultat. Si ha anat 
bé, es mostra un missatge. Si no, es mostra el Void. En tots dos casos, es tornarà a la pantalla 
de consulta. 
Si ha anat bé, com en el cas de Bestreta, hem de recarregar la consulta d’Ordres. 
B.17.2.2 Cobrament d’Ordres pendents de pagament sobre una selecció d’Ordres 
El cobrament d’Ordres pendents de pagament es pot realitzar sobre vàries o totes les Ordres 
d’una consulta. El funcionament és el mateix que en l’apartat anterior, amb la diferència que 




ExecuteTransaction(TX_COBRAMENT_ORDRES_PEND_PAG, params, null, null)
GetOrdresAndProveidorParams()
params
if (lstOrdres == null)
else
Mostrar un PhoenixMessageBox: L’acció ‘Cobrament 
d’ordres pendents de pagament’ no es pot executar 






Fa un foreach per a totes les Ordres de 
lstOrdres i les afegeix a params, 
juntament amb el nip de Proveïdorparams
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if (lstOrdres == null)
else
Mostrar un PhoenixMessageBox: L’acció ‘Anul·lació del 
cobrament d’ordres pendents de pagament’ no es pot 
executar amb l’opció de ‘seleccionar totes les ordres’
params.Add(“NUCO”, State[ORDRES_LIST][0].NumContracte);
params.Add(“TIPO”, “A”);
ExecuteTransaction(TX_COBRAMENT_ORDRES_PEND_PAG, params, null, null)
 
B.18 Cas d’ús: Alta d’una Ordre 
Aquest cas d’ús s’executa clicant el botó btnAfegirOrdes que apareix a la pantalla de Detall de 
la Remesa. Es passen com a paràmetres el número de Remesa, el número de Contracte, el CIF i 
el nom del client de la Remesa. 
RemesaDetailView
/ clic a Afegir Ordres /
RemesaDetailViewPresenter
DoAfegirOrdreRemesa(txtIDRemesa.Text, txtNumContracte.Text, txtCIF.Text, txtNomClient.Text)
Execute de “CF.AltaOrdre”






Canviar el títol i la icona del Layout.
 










L’usuari clica “Verificar Proveïdor”.  
OrdreAltaView











if (State[“OVERRIDE_CANCEL”] == null)
State[“OVERRIDE_CANCEL”] = null
if (State[“VOID”] != null)
else
Execute de SHOW_ERROR amb SpecificBehaviour = None
if (p.IndProvExistent.Equals(“S”))
DoVerificarProveidor(Dictionary<string, string> idProveidor, string nuco)











• 2b3. Void: fem un SHOW_ERROR amb SpecificBehaviour=None perquè al tornar enrere 
mostrem la pantalla d’alta Ordre tal i com estava. 
• 2b1. EXISTEIX: consultem la Relació amb el Contracte 




















Execute de SHOW_ERROR amb SpecificBehaviour = None
DoProveidorVerificat(this, new EventArgs<string>(((Proveidor)this.WorkItem.State[StateObjectNames.DETALL_PROVEIDOR]).NIP))
 
o 2b13. Void: fem un SHOW_ERROR amb SpecificBehaviour=None perquè al 
tornar enrere mostrem la pantalla d’alta Ordre tal i com estava. 
o 2b11. OK: el Proveïdor està verificat, modifiquem la vista. 
o 2b12. Void “Relació inexistent” (TM21): la Relació no existeix, així que l’hem 
de donar d’alta. Fem un Execute de CF.VerificarRelacioPopUp, passant com a 
paràmetres el Proveïdor, el número de Contracte i el cas d’ús (aquest darrer 
ens servirà per saber d’on venim). 
• 2b2. NO EXISTEIX: el Proveïdor no existeix com a tal, en aquest cas host ens retorna un 
Proveïdor amb les següents dades: 
IndBloqPersona = N CIF o NIP (el que nosaltres hem introduït per a verificar-lo) 
IndBloqPersona = S NIP + dades personals 
 
L’hem de donar d’alta. Fem un Execute de CF.VerificarProveidor, passant com a 
paràmetres el número del Contracte de l’Ordre i el Proveïdor que ens ha retornat host.  
Es desen els canvis de l’Ordre. 













if (State[“VOID”] == null)












Canviar el títol i la icona del Layout.
view.Presenter.ShowUseCaseVerificarProveidor();
 
El mètode ShowUseCaseVerificarProveidor() fa un SetOperativaVerificarProveidor() que 
configura la vista amagant el ventanuco i el botó de verificar Proveïdor i mostra dues labels per 
a identificar el Proveïdor. Després invoca manualment el mètode PopulateData(), que bloqueja 
o desbloqueja els camps de la vista en funció del valor de IndBloqPersona i omple les dades 
personals del Proveïdor si és que IndBloqPersona = S. 








Treure el ventanuco i el botó Verificar 
proveïdor, i mostrar dues labels:
Proveïdor: idp
Proveidor p = this.WorkItem.State[StateObjectNames.PROVEIDOR]




Recuperem el Proveidor p de l’State
ProveidorDetailView
SetOperativaDesbloq()










El mètode FillHeader() omple les dades NIP i CIF. 
L’usuari clica a Desar, i es fa l’alta del Proveïdor. 
- Void: fem un SHOW_ERROR. Per defecte, el Behaviour serà GO_BACK, que ja ens va 
bé, ja que així tornem a la pantalla d’alta d’Ordre. 
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- !Void: hem donat d’alta el Proveïdor satisfactòriament, ara fem un Execute de 
CF.VerificarRelacioPopUp per a donar d’alta la Relació. Li passem com a paràmetres el 








if (State[OVERRIDE_CANCEL] == null)
if (State[VOID] == null)
else
[EventPublication(TRANSACTION_CALLED)]


























else if(currentUseCase.Equals(UseCaseNames.DETALL_PROVEIDOR) || currentUseCase.Equals(UseCaseNames.VERIFICAR_PROVEIDOR))
Execute de GO_BACK
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B.18.2 Acció CF.VerificarRelacioPopUp 
L’acció CF.VerificarRelacioPopUp mostra la vista AltaRelacioView en un popup. En carregar-se 
la vista, l’omplim amb les dades recuperades de l’State. 
AltaRelacioView
txtNumContracte.Text = this.WorkItem.State[StateObjectNames.NUM_CONTRACT];
if (p.NIP != null) 
  vtn.SetNIP(p.NIP);
else if (p.CIF != null) 
  vtn.SetIdentificacioOficial(“02”, p.CIF);
OnLoad()
if(this.WorkItem.State[StateObjectNames.CURRENT_USE_CASE].Equals(UseCaseNames.VERIFICAR_RELACIO))
Proveidor p = this.WorkItem.State[StateObjectNames.PROVEIDOR]
 
El mètode DoAltaRelacio(), que és invocat en acceptar el popup, fa un Execute de l’acció 
CF.AltaRelacio, passant com a paràmetres el número de Contracte, la identificació del 
Proveïdor i el cas d’ús. 
AltaRelacioViewPresenter










Canviar el títol i la icona del Layout.
view.Presenter.ShowUseCaseAltaRelacio();
 
El mètode ShowUseCaseAltaRelacio() fa la crida al Servidor financer: 
- Void: fa un SHOW_ERROR amb SpecificBehaviour GO_BACK per a tornar al WI 
anterior. Deixem a l’State el GO_BACK_DATA_SENT amb el cas d’ús. 
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- !Void: publica l’event PROVEIDOR_VERIFICAT i mostra el missatge de resposta de host 
amb Behaviour GO_BACK per a tornar al WI anterior. Deixem a l’State el 

























El NewProveidorController sobreescriu el mètode OnNotify() i comprova si venim del cas d’ús 
Verificar Relació. En aquest cas, fa un altre GoBack. 
NewProveidorController
OnNotify(WorkItemAction action)
if (action == ActivateFromGoBack && State[GO_BACK_DATA_RECEIVED] != null && State[GO_BACK_DATA_RECEIVED] == 
UseCaseNames.VERIFICAR_RELACIO)
Execute de GO_BACK
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La subscripció a l’event PROVEIDOR_VERIFICAT cal definir-la a OrdreAltaViewPresenter. 





DoProveidorVerificat(object source, EventArgs<string> e)
 
L’usuari introdueix les dades de l’Ordre i clica a Desar Canvis: 
OrdreAltaView









El OrdreAltaViewPresenter serà l’encarregat de fer la crida a la transacció d’Alta de l’Ordre.  
Abans de fer la crida al Servidor financer, recoliirà manualment els valors de NURE i NUCO, ja 
que el control PhoenixLink no té els atributs ParameterName i HostValue. 
Es subscriurà a l’event TRANSACTION_CALLED, i comprovarà que l’usuari no hagi cancel·lat el 
formulari d’override i que no s’hagi produït cap Void.  
Si hi ha Void, executarà l’acció SHOW_ERROR passant-li com a paràmetre SpecificBehaviour = 
None, de manera que en tornar enrera de la pantalla d’error es tornarà a mostrar la vista de 
Detall de l’Ordre en el seu darrer estat. 
Si no, es mostrarà el missatge que ens hagi retornat host. Invocarem el mètode 
ShowMessage() de ConfirmingUtils, passant-li com a paràmetres l’acció que volem executar 
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després i els paràmetres necessaris per a executar aquesta acció (el número de l’Ordre que ens 












if (State[“VOID”] == null)







Si l’usuari clica Cancel·lar no es donarà d’alta l’Ordre i es mostrarà el detall de la Remesa. 




(tenim el NUM_REMESA a l’State)
 
OrdreAltaViewPresenter ha d’implementar la interfície ILayoutSubscriber. D’aquesta manera, 
i afegint l’atribut “GoBack” amb valor “NotifyPresenter” al fitxer de configuració, s’invocarà 
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B.19 Cas d’ús: Consulta/modificació del detall d’una Ordre 
L’usuari a clicat un número d’Ordre de la llista d’Ordres o bé ha realitzat una cerca que ha 





Canviar el títol i la icona del Layout.
 
El mètode ShowUseCaseOrdreDetail() de OrdreDetailViewPresenter s’encarrega de fer el 










En fer la crida a MakeServiceRequest() amb checkVoid = true, fem que Core tracti 
automàticament els casos de Void. D’aquesta manera, si es produeix un Void, el mostrarà per 
pantalla, i si no, invocarà el mètode PopulateData() de OrdreDetailViewPresenter. 
El mètode FillData() omple els controls amb els camps de la BE Ordre.   
L’usuari té l’opció d’editar els camps de la vista i Desar els canvis.  
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OrdreDetailView















if (State[“VOID”] == null)
else
Execute(SHOW_ERROR) amb SpecificBehaviour = None
State[“OVERRIDE_CANCEL”] = null
[EventPublication(TRANSACTION_CALLED)]
adParams.Add(“CCCC”, el valor de CCC o de swift+IBAN);
 
El botó “Desar” estarà deshabilitat inicialment mentre no s’editi cap camp de la vista, moment 
en el qual passarà a estar habilitat. Quan el botó de Desar estigui habilitat, el combo 
d’opcions disponibles per a l’Ordre estarà deshabilitat, i a l’inrevés. 
L’usuari també pot cancel·lar els canvis. En aquest cas, si hi ha hagut alguna modificació, es 
preguntarà a l’usuari si està segur de voler cancel·lar els canvis. Si és així, es tornarà a la 
pantalla anterior. Si no s’ha modificat res també es tornarà a la pantalla anterior. 
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/ clic a Cancel·lar /
CancelOrdreDetail()








L’usuari pot clicar el link del número de Remesa. En aquest cas, es carregarà el cas d’ús 
Consulta Detall Remesa. 






L’usuari pot clicar el link del número de Contracte. En aquest cas, es carregarà el cas d’ús 
Consulta Detall Contracte. 




Paràmetres: nuco, indp = 00
 
L’usuari pot clicar el link del CIF de Proveïdor. En aquest cas, es carregarà el cas d’ús Consulta 
Detall Proveïdor. El NIP del Proveïdor el treiem de la BE Ordre de l’State. 
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L’usuari pot seleccionar una opció del acmbOpcionsOrdre. En aquest cas, s’invocarà el mètode 
ExecuteComboAction() de OrdreDetailViewPresenter, que invocarà el mètode ExecuteAction() 
de ConfirmingUtils. (Veure Apartat B.41, «Accions del Combo»). 
/ clic a opció del combo /
ExecuteComboAction(a)




B.19.1 Subcas d’ús: Simulació bestreta 
Clicant el botó “Simulació bestreta” de pantalla de detall de l’Ordre, es fa una consulta de la 
simulació i es mostra el resultat. La crida es fa amb checkVoid = false, perquè ens interessa fer 
un SHOW_ERROR en cas de Void amb SpecificBehaviour = None, per a poder tornar a la 
pantalla d’on veníem. En el PopulateData() es fa un FillData() amb la BE Calcul que recuperem 
de l’State. 
OrdreDetailView
/ clic a Simulació bestreta /
OrdreDetailViewPresenter




if (State[VOID] != null)
ShowErrorActionArgs eargs = new ShowErrorActionArgs(State[VOID]);
eargs.SpecificBehaviour = None;
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B.19.2 Subcas d’ús: Simulació recompra 
Clicant el botó “Simulació recompra” de pantalla de detall de l’Ordre, es fa una consulta de la 
simulació i es mostra el resultat. La crida es fa amb checkVoid = false, perquè ens interessa fer 
un SHOW_ERROR en cas de Void amb SpecificBehaviour = None, per a poder tornar a la 
pantalla d’on veníem. En el PopulateData() es fa un FillData() amb la BE Calcul que recuperem 
de l’State. 
OrdreDetailView
/ clic a Simulació recompra /
OrdreDetailViewPresenter




if (State[VOID] != null)
ShowErrorActionArgs eargs = new ShowErrorActionArgs(State[VOID]);
eargs.SpecificBehaviour = None;




B.20 Cas d’ús: Anul·lació d’una Ordre 
Aquest cas d’ús s’executa clicant l’opció “Anul·lar Ordre” del Combo que apareix a la pantalla 





Preguntem a l’usuari si està segur que vol anul·lar.
if (dr == DialogResult.Yes)
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B.21 Cas d’ús: Baixa d’una Ordre 
Aquest cas d’ús s’executa clicant l’opció “Baixa Ordre” del Combo que apareix a la pantalla de 





Preguntem a l’usuari si està segur que vol fer la baixa.
if (dr == DialogResult.Yes)
 
B.22 Cas d’ús: Regeneració de la carta oferta d’una Ordre 
Aquest cas d’ús s’executa clicant l’opció “Regenerar Carta Oferta” del Combo que apareix a la 
pantalla de Detall de l’Ordre (veure Apartat B.41, «Accions del Combo»). 
OrdreDetailViewPresenter
GenerarCartaOferta()
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B.23 Cas d’ús: Pagament de bestreta d’una Ordre 
L’usuari clica l’opció “Bestreta” del combo de la pantalla de detall de l’Ordre. Es fa el pagament 





ExecuteTransaction(TX_BESTRETA, params, ORDRE_DETAIL, toState)
 
 
B.24 Cas d’ús: Retrocessió del pagament de bestreta d’una 
Ordre 
L’usuari clica l’opció “Retrocessió pagament bestreta” de la pantalla de detall de l’Ordre. Es fa 





ExecuteTransaction(TX_RETROCEDIR_BESTRETA, params, ORDRE_DETAIL, toState)
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B.25 Cas d’ús: Recompra d’una Ordre 
L’usuari clica l’opció “Recompra” del combo de la pantalla de detall de l’Ordre. Es fa la 





ExecuteTransaction(TX_RECOMPRA, params, ORDRE_DETAIL, toState)
PrintICO()
 
B.26 Cas d’ús: Retrocessió de la recompra d’una Ordre 
L’usuari clica l’opció “Retrocessió recompra” de la pantalla de detall de l’Ordre. Es fa la 





ExecuteTransaction(TX_RETROCEDIR_RECOMPRA, params, ORDRE_DETAIL, toState)
PrintICO()
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B.27 Cas d’ús: Cobrament d’una Ordre pendent de 
pagament 
L’usuari clica l’opció “Cobrar ordre pendent pagament” de la pantalla de detall de l’Ordre. Es fa 









ExecuteTransaction(TX_COBRAMENT_ORDRES_PEND_PAG, params, ORDRE_DETAIL, toState)
PrintICO()
 
B.28 Cas d’ús: Anul·lació del cobrament d’una Ordre 
pendent de pagament 
L’usuari clica l’opció “Eliminar Ordre pendent pagament” de la pantalla de detall de l’Ordre. Es 











ExecuteTransaction(TX_COBRAMENT_ORDRES_PEND_PAG, params, ORDRE_DETAIL, toState)
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B.29 Cas d’ús: Retrocessió de bonificacions 
L’usuari clica l’opció “Retrocedir bonificacions” de la pantalla de detall de l’Ordre. Es fa la 





ExecuteTransaction(TX_RETROCESSIO_BONIFICACIO, params, ORDRE_DETAIL, toState)
PrintICO()
 
B.30 Cas d’ús: Consulta de Proveïdors 







Canviar el títol i la icona del Layout.
 
El mètode SetOperativaConsultaProveidorsInicial() de ProveidorsSearchView omplirà el 
control txtOficina amb l’oficina amb la qual s’hagi obert el SIO. 




Mostra el menú de cerca amb el camp 
‘oficina’ omplert amb l’oficina amb què s’ha 
obert el SIO (activeSession.BranchNumber) 
i els altres camps buits
 
El mètode SetOperativaMissatge() de ProveidorsListView mostrarà el missatge “No hi ha 
dades a mostrar”. 
El mètode ShowUseCaseConsultaProveidors() de ProveidorsSearchViewPresenter farà un 






ProveidorsListViewPresenter serà l’encarregat de subscriure’s a l’event 
TRANSACTION_REQUEST i fer el MakeServiceRequest() amb navegació endavant. Li passarà 
com a paràmetres la línia inicial (LNIN) i el número de línies de sortida (LNSO). Abans de fer la 
crida haurà de netejar la cache i crear una nova llista de Contractes buida a l’State.  
Dins del mètode MakeServiceRequest(), si el resultat no és Void, s’invocarà a PopulateList(), 
que executarà l’acció CF.DetallProveidor si el resultat de la cerca és únic, o invocarà a 
FillData() si hi ha més d’un element a la llista de Proveïdors. Si no hi ha cap element a la llista 
de Proveïdors, no farem res (es mostrarà el missatge: “No hi ha dades a mostrar”). 








Recuperem de l’State la llista de Proveïdors: lst
if (lst.Count == 1)




this.WorkItem.State[StateObjectNames.PROVEIDORS_LIST] = new List<Proveidor>();
Execute de “CF.DetallProveidor” (paràmetres: nip del Proveidor)








Configurem la cache i omplim la grid 
amb els Proveidors de lst.
 
ProveidorsListViewPresenter també haurà de subscriure’s a l’event HOST_MORE_DATA, per 
tal de gestionar la paginació de la cache endavant i enrere. El mètode OnHostMoreData() 
recull la BE LACOInformation que la crida MakeServiceRequest() ha deixat a l’State, neteja 
l’State i fa un RepeatRequest() amb la nova crida. 





LACOInformation information = this.WorkItem.State[StateObjectNames.LACO_INFORMATION] as LACOInformation;
WorkItem.State[TransactionNames.TX_CONSULTA_PROVEIDORS] = null;
WorkItem.State[StateObjectNames.LACO_INFORMATION] = null;
this.WorkItem.State[StateObjectNames.PROVEIDORS_LIST] = new List<Proveidor>();
LastCallData newCall = ConfirmingUtils.MakeNewCallWithLacos(ev.NavigationType, information, LastCallData);
RepeatRequest();
 
En el cas que l’usuari cliqui sobre un CIF de Proveïdor de la llista, s’executarà l’acció 
CF.DetallProveidor de ProveidorDetailController, passant com a paràmetre el CIF del 
Proveïdor. 
ProveidorsListView
/ clic a CIF de Proveidor /
ProveidorsListViewPresenter
ShowProveidorDetail(cifp)
Execute de “CF.DetallProveidor”, 
paràmetres: cifp
 
L’usuari pot cercar introduint diferents criteris de cerca i clicant al botó de cercar o bé prement 
Enter: 
ProveidorsSearchView
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B.31 Cas d’ús: Alta d’un Proveïdor 





Canviar el títol i la icona del Layout.
view.Presenter.ShowUseCaseAltaProveidor();
 
El mètode ShowUseCaseAltaProveidor() de ProveidorDetailViewPresenter es guarda el cas 
d’ús i crida a SetOperativaAltaProveidor() de ProveidorDetailView, qui configura els controls 






Configura els controls (enabled, disabled)
 
L’usuari identifica el Proveïdor i clica a Verificar Proveïdor. Abans que res, netejarem els valors 
dels controls de la vista i farem un SetOperativaAltaProveidor(). 
Si l’usuari no ha introduït cap número de Proveïdor, marcarem el ventanuco amb un 
errorprovider. 
El mètode DoVerificarProveidor() de ProveidorDetailViewPresenter fa una crida a la transacció 
TX_DETALL_PROVEIDOR, passant com a paràmetres la identificació del Proveïdor (opció 
seleccionada i valor) i MODC=1. 
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ProveidorDetailView











Core gestiona la sortida de la crida a la transacció: si és Void, el mostra, i si no, invoca el 
mètode PopulateData() de ProveidorDetailViewPresenter. Aquest mètode recupera el 
Proveïdor de l’State i, si el camp IndBloqPersona és cert, seteja la vista en mode de bloqueig i 















El mètode FillData() omple els controls amb els camps de la BE Proveïdor. En el Cas d’ús 
Consulta/modificació del detall d’un Proveïdor, el combo d’accions s’omplirà amb la 
informació rebuda en el format ZH0027. 
L’usuari clica a Cancel·lar: si s’han fet canvis a la vista, preguntem si vol cancel·lar. Per saber si 
s’han fet canvis a la vista, tindrem un atribut viewHasModified que inicialitzarem a fals i que 
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posarem a cert cada vegada que s’editi el valor d’un control. Si cancel·la, anem al cas d’ús de 
Cerca d’Alertes. 
/ clic a Cancel·lar /
ProveidorDetailView ProveidorDetaillViewPresenter
Preguntem a l’usuari si vol cancel·lar if(viewHasModified)









L’usuari clica a Desar: s’invoca el mètode Accept() de ProveidorDetailView. 
ProveidorDetailView
/ clic a Desar /
Accept()
 
El mètode Accept() crida SaveProveidor() de ProveidorDetailViewPresenter. 





El ProveidorDetailViewPresenter serà l’encarregat de fer la crida a la transacció d’Alta de 
Proveïdor. Es subscriurà a l’event TRANSACTION_CALLED, i comprovarà que l’usuari no hagi 
cancel·lat el formulari d’override i que no s’hagi produït cap Void.  
Si hi ha Void, executarà l’acció SHOW_ERROR passant-li com a paràmetre SpecificBehaviour = 
None, de manera que en tornar enrera de la pantalla d’error es tornarà a mostrar la vista 
ProveidorDetailView en el seu darrer estat. 
Si no, es mostrarà el missatge que ens hagi retornat host. Invocarem el mètode 
ShowMessage() de ConfirmingUtils, passant-li com a paràmetre l’acció que volem executar 








if (State[OVERRIDE_CANCEL] == null)
if (State[VOID] == null)
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B.32 Cas d’ús: Consulta/modificació del detall d’un 
Proveïdor 
L’usuari ha clicat un número de Proveïdor d’una llista o bé ha realitzat una cerca que ha 





// si no hi ha VOID:
footerAboveView.Presenter.ShowUseCaseRelacionsPreviewList();
Canviar el títol i la icona del Layout.
 
El mètode ShowUseCaseDetallProveidor() de ProveidorDetailViewPresenter s’encarrega 
setejar la vista ProveidorDetailView per al cas d’ús de Detall de Proveïdor i de fer el 
MakeServiceRequest() amb els paràmetres GNP2=nip i MODC=2, i invocar finalment el mètode 








Configura els controls (enabled, disabled)
currentUseCase = UseCaseNames.DETALL_PROVEIDOR;
ServiceName = TransactionNames.TX_DETALL_PROVEIDOR;
params.Add(“GNP2”, “nip del proveidor”);
params.Add(“MODC”, “2”);
 
L’usuari té l’opció d’editar els camps de la vista i Desar els canvis. (Veure cas d’ús Alta d’un 
Proveïdor). 
El botó “Desar” estarà deshabilitat inicialment mentre no s’editi cap camp de la vista, moment 
en el qual passarà a estar habilitat. Quan el botó de Desar estigui habilitat, el combo 
d’opcions disponibles per al Proveïdor estarà deshabilitat, i a l’inrevés. 
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L’usuari també pot cancel·lar els canvis. En aquest cas, si hi ha hagut alguna modificació, es 
preguntarà a l’usuari si està segur de voler cancel·lar els canvis. Si és així, es tornarà a la 
pantalla anterior. Si no s’ha modificat res també es tornarà a la pantalla anterior. (Veure cas 
d’ús Alta d’un Proveïdor). 






params.Add(“GNP2”, “nip del proveïdor”);
ServiceName = TransactionNames.TX_CONSULTA_RELACIONS;







L’usuari pot clicar el link “Veure més” per veure el llistat complet de Relacions del Proveïdor. Es 
mostrarà el menú de cerca amb el camp número de Proveïdor ple i la capçalera de Condicions 
del Proveïdor. 
RelacionsMiniListView




paràmetres: “nip del proveïdor”
 








Canviar el títol i la icona del Layout.
 
El mètode SetOperativaRelacionsProveidor() de RelacionsSearchView posarà el valor al camp 
Proveïdor. 
En tornar enrere després d’haver clicat una Relació de la llista, si aquesta ha estat eliminada, 





if (action == ActivateFromGoBack && State[GO_BACK_DATA_RECEIVED] != null && State[GO_BACK_DATA_RECEIVED] == 
UseCaseNames.ELIMINAR_RELACIO)
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B.33 Cas d’ús: Baixa d’un Proveïdor 
Aquest cas d’ús s’executa clicant l’opció “Baixa Proveïdor” del Combo que apareix a la pantalla 
de Detall de Proveïdor. 
Si l’acció és Baixa proveïdor, preguntem  a l’usuari si vol donar de baixa el Proveïdor
if (dr == DialogResult.Yes || l’acció no és Baixa proveïdor)
/ clic a opció del combo /
ExecuteComboAction(a)




Després de donar el Proveïdor de baixa, fem un GO_BACK. Si veníem de la consulta de 











if (action == ActivateFromGoBack && State[GO_BACK_DATA_RECEIVED] != null && State[GO_BACK_DATA_RECEIVED] == 
UseCaseNames.BAIXA_PROVEIDOR)
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B.34 Cas d’ús: Consulta de Relacions 
Clicant el botó “Consultar/Modificar Relacions Contracte-Proveïdor” de la Ribbon, s’executa 




Canviar el títol i la icona del Layout.
 
Inicialment, la vista RelacionsListView mostrarà el missatge: “No hi ha dades a mostrar”, i la 
vista RelacionsSearchView mostrarà les opcions de cerca buides. 
L’usuari pot cercar introduint diferents criteris de cerca i clicant al botó de cercar o bé prement 
Enter: 
RelacionsSearchView








El mètode ShowUseCaseConsultaRelacions() de RelacionsSearchViewPresenter farà un 
PublishRequest() amb els paràmetres dels controls de RelacionsSearchView. 







El mètode PublishRequest() validarà els controls de la vista i si tot és correcte invocarà l’event 
TRANSACTION_REQUEST. Cal afegir la validació creuada a la vista: com a mínim, l’usuari ha de 
cercar per número de Contracte o bé per identificació de Proveïdor. 
RelacionsSearchView
ValidateControls()
Si els camps contracte i proveïdor estan buits, retornem false
 
RelacionsListViewPresenter es subscriurà a l’event TRANSACTION_REQUEST. Comprovarà en 
quin cas d’ús ens trobem: si l’usuari ha cercat per Contracte i per Proveïdor, executarà l’acció 
de detall de la relació, passant els paràmetres número de Contracte, identificació del Proveïdor 
i GoBackAction (aquest darrer ens servirà per saber què hem de fer en tornar enrere des del 
cas d’ús de Detall de Relació); si no, es guardarà el cas d’ús i invocarà MakeServiceRequest() 
amb navegació endavant. Li passarà com a paràmetres la línia inicial (LNIN) i el número de 
línies de sortida (LNSO). Abans de fer la crida haurà de netejar la cache i crear una nova llista 
de Relacions buida a l’State.  
Dins del mètode MakeServiceRequest(), si el resultat no és Void, Core invocarà a PopulateList(). 
Tornant de la crida a MakeServiceRequest(), si no s’ha rebut cap Void es publicarà l’event 
FILL_CONDICIONS_DATA, per tal que CondicionsBoxViewPresenter pugui subscriure-s’hi i 
omplir els camps de CondicionsBoxView. Li passem com a paràmetre el cas d’ús. 
















if(e.Parameters.ContainsKey("GNP2") || (e.Parameters.ContainsKey("GCI2") && e.Parameters.ContainsKey("GIO3")))
elsecurrentUseCase = UseCaseNames.CONTRACTES_PROVEIDOR;
toState.Add(StateObjectNames.NUM_CONTRACT, e.Parameters[“NUCO”]);







Configurem la cache i omplim la grid 





Configurem la cache i omplim la grid 
amb els Contractes de lst.
SetOperativaProveidorsContracte()
SetOperativaContractesProveidor()
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CondicionsBoxViewPresenter es subscriurà a l’event FILL_CONDITIONS_DATA i invocarà el 










Omple el groupbox de Condicions del Contracte
SetOperativaProveidorsContracte()
SetOperativaContractesProveidor()
Omple el groupbox de Condicions del Proveidor
 
Si l’usuari clica el número de Contracte de CondicionsBoxView, es mostra el detall del 
Contracte. 
CondicionsBoxView







Si l’usuari clica el CIF del Proveïdor de CondicionsBoxView, es mostra el detall del Proveïdor. 
CondicionsBoxView






RelacionsListViewPresenter també haurà de subscriure’s a l’event HOST_MORE_DATA, per tal 
de gestionar la paginació de la cache endavant i enrere. El mètode OnHostMoreData() recull la 
BE LACOInformation que la crida MakeServiceRequest() ha deixat a l’State, neteja l’State i fa un 
RepeatRequest() amb la nova crida. 





LACOInformation information = this.WorkItem.State[StateObjectNames.LACO_INFORMATION] as LACOInformation;
WorkItem.State[TransactionNames.TX_CONSULTA_RELACIONS] = null;
WorkItem.State[StateObjectNames.LACO_INFORMATION] = null;
this.WorkItem.State[StateObjectNames.RELACIONS_LIST] = new List<Relacio>();
LastCallData newCall = ConfirmingUtils.MakeNewCallWithLacos(ev.NavigationType, information, LastCallData);
RepeatRequest();
 
Si l’usuari clica el link “Detall Relació” d’una Relació de la llista, s’executarà l’acció 
CF.DetallRelacio de RelacioDetailController, passant com a paràmetres el CIF del Proveïdor (el 
valor si estem en el cas d’ús Proveïdors del Contracte, null altrament) i el número del 
Contracte. 
RelacionsListView
/ clic a "Detall relació" /
RelacionsListViewPresenter








Si l’usuari clica un número de Contracte de la llista, s’executarà l’acció CF.ContractDetail de 
ContractDetailController, passant com a paràmetre el número de Contracte de la fila 
seleccionada. 
RelacionsListView






Si l’usuari clica un CIF de Proveïdor de la llista, s’executarà l’acció CF.DetallProveidor de 
ProveidorDetailController, passant com a paràmetre el NIP del Proveïdor, que estarà en una 
columna oculta de la grid. 
RelacionsListView
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B.35 Cas d’ús: Alta d’una Relació 
Aquest cas d’ús s’executa clicant l’opció de la Ribbon “Alta Relació”. En aquest cas, s’executarà 
l’acció CF.AltaRelacioPopUp, que està definida a RelacioDetailController i és de tipus 
ActionPopUpConfig.  
Aquesta acció mostrarà la vista AltaRelacioView, que té dos camps d’entrada, un per al 
número de Contracte i l’altre per a identificar la persona. 
L’usuari omple els controls de la vista.  
Si clica Acceptar, es validen els controls (els dos són obligatoris). Si validen, s’invoca el mètode 
DoAltaRelacio() de AltaRelacioViewPresenter. Si no, es mostren els errors. 
AltaRelacioView
/ clic a Acceptar /
AltaRelacioViewPresenter
string err1 = this.txtNUCO.ValidateControl();
string err2 = this.vtnProveidor.ValidateControl();









Si clica Cancel·lar, es tanca el PopUp. 
AltaRelacioView
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Com que de moment Phoenix no suporta el tractament d’enter als popups, l’hem de gestionar 
manualment. Farem un override del mètode ProcessDialogKey() i invocarem el PerformClick() 













Canviar el títol i la icona del Layout.
view.Presenter.ShowUseCaseAltaRelacio();
 
El mètode ShowUseCaseAltaRelacio() de RelacioDetailViewPresenter fa la crida al Servidor 
financer i gestiona manualment el Void: si hi ha Void, executa l’acció SHOW_ERROR preparant-
la per a anar al cas d’ús de Consulta d’alertes. Si no, mostra el missatge de confirmació 
preparant-lo per a anar al cas d’ús Detall de la relació. Li passa com a paràmetres el NIP del 
Proveïdor i el número del Contracte que hem recuperat de l’State. 






ShowErrorActionArgs eargs = new ShowErrorActionArgs(Void.Message, Void);
eargs.SpecificBehaviour = ErrorBehaviour.ExecuteAction;








params.Add(“els valors de State[StateObjectNames.ID_PROVEIDOR]”);
 
B.36 Cas d’ús: Consulta/modificació del detall d’una 
Relació 
L’usuari ha clicat un número de Relació d’una llista o bé ha realitzat una cerca que ha retornat 





// si no hi ha VOID:
footerView.Presenter.ShowUseCaseOrdresRelacioPreviewList();
Canviar el títol i la icona del Layout.
 
El mètode ShowUseCaseDetallRelacio() de RelacioDetailViewPresenter fa 3 crides al Servidor 
financer: una per a obtenir el detall del Contracte, una altra per al detall del Proveïdor i una 
darrera per al detall de la relació. 
Les dues primeres crides les fem amb gestió manual del Void: si donen Void, el mostrem i 
tallem el flux. La tercera crida, la fem amb gestió automàtica del Void, de manera que crida a 
PopulateData(). 
En el mètode PopulateData() vinculem la BE Relació amb les BEs Contracte i Proveïdor que les 
accions anteriors ens han deixat a l’State, i invoquem a FillData() amb la BE Relació. 
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El mètode FillData() de RelacioDetailView omple els controls amb els camps de la BE Relació. 




























L’usuari clica a Cancel·lar: si s’han fet canvis a la vista, preguntem si vol cancel·lar. Per saber si 
s’han fet canvis a la vista, tindrem un atribut viewHasModified que inicialitzarem a fals i que 
posarem a cert cada vegada que s’editi el valor d’un control.  
/ clic a Cancel·lar /
RelacioDetailView RelacioDetaillViewPresenter
Preguntem a l’usuari si vol cancel·lar if(viewHasModified)
if(!viewHasModified || l’usuari ha acceptat el diàleg)CancelRelacio()
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Tornem enrere, i si venim del cas d’ús Alta Relació, anem al cas d’ús de Cerca d’Alertes. Això ho 
sabem amb el paràmetre GO_BACK_ACTION que hem desat anteriorment (en la consulta de 





else if(this.WorkItem.State[StateObjectNames.GO_BACK_ACTION] == ActionNames.GO_BACK)
Execute de “CF.AlertsSearch”
 
L’usuari clica a Desar: s’invoca el mètode Accept() de RelacioDetailView. 
RelacioDetailView
/ clic a Desar /
Accept()
 




El RelacioDetailViewPresenter serà l’encarregat de fer la crida a la transacció de modificació 
de Relació. Comprovarà que l’usuari no hagi cancel·lat el formulari d’override i que no s’hagi 
produït cap Void.  
Si hi ha Void, executarà l’acció SHOW_ERROR passant-li com a paràmetre SpecificBehaviour = 
None, de manera que en tornar enrera de la pantalla d’error es tornarà a mostrar la vista 
RelacioDetailView en el seu darrer estat. 
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Si no, es mostrarà el missatge que ens hagi retornat host. Invocarem el mètode 
ShowMessage() de ConfirmingUtils, passant-li com a paràmetre l’acció que volem executar 








if (State[OVERRIDE_CANCEL] == null)
if (State[VOID] == null)









Si l’usuari clica un número de Contracte (hi ha dos enllaços) es mostra el detall del Contracte. 







Si l’usuari clica un CIF de Proveïdor (hi ha dos enllaços) es mostra el detall del Proveïdor.  
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L’usuari pot clicar el link “Veure més” per veure el llistat complet d’Ordres de la Relació. Es 
mostrarà el menú de cerca amb els camps Proveïdor i Número de Contracte plens. 
OrdresMiniListView









OrdresListController defineix l’acció CF.ConsultaOrdresRelacio. 









Canviar el títol i la icona del Layout.
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B.37 Cas d’ús: Eliminació d’una Relació 
Aquest cas d’ús s’executa clicant l’opció “Eliminar Relació” del Combo que apareix a la pantalla 
de Detall de la Relació. 
Si l’acció és Eliminar relació, preguntem  a l’usuari si vol eliminar la relació
if (dr == DialogResult.Yes || l’acció no és Eliminar relació)
/ clic a opció del combo /
ExecuteComboAction(a)




Eliminem la Relació i fem un GO_BACK, desant-nos a la clau de l’State GO_BACK_DATA_SENT 
el cas d’ús d’on venim. Així, en sobreescriure el mètode OnNotify() a RelacionsListController, 
podem comprovar si ens cal recarregar la llista o no consultant la clau 












if (action == ActivateFromGoBack && State[GO_BACK_DATA_RECEIVED] != null && State[GO_BACK_DATA_RECEIVED] == 
UseCaseNames.ELIMINAR_RELACIO)
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El mètode ExecuteTransaction() fa la crida a la tx de baixa  i mostra el resultat. Si la Tx ha anat 
bé, fa un ConfirmingUtils.ShowMessage() amb l’acció de GO_BACK perquè en prémer el botó 
de tornar enrere vagi al WI anterior (la llista, o on sigui). 
RelacioDetailViewPresenter
ExecuteTransaction(string sName, Dictionary<string, string> params, string actionToDo, Dictionary<string, object> toState)
this.ServiceName = sName;
MakeServiceRequest(params, null);
if (State[OVERRIDE_CANCEL] == null)
if (State[VOID] == null)
ConfirmingUtils.ShowMessage(actionToDo, toState, this.WorkItem);
else
ShowErrorActionArgs eargs = new ShowErrorActionArgs(State[VOID]);
eargs.SpecificBehaviour = ErrorBehaviour.None;
catalog.Execute(ActionNames.SHOW_ERROR, WorkItem, WorkItem, eargs);
State[OVERRIDE_CANCEL] = null;
El RelacioSearchViewPresenter ha d’implementar la interfície INotifiedPresenter per a poder 
adonar-se que s’està tornant a mostrar. Llavors, fa un ShowUseCaseConsultaRelacions() (els 
valors de la vista de menú no han canviat, així que recarrega la llista amb els paràmetres de 
cerca anteriors). 
RelacioSearchViewPresenter
ViewStatusChange(ViewStatus newStatus, ViewStatusReason reason)
if(newStatus == ToBeShown && reason == GoBack)
ShowUseCaseConsultaRelacions()
 
B.38 Cas d’ús: Bestreta d’una Relació 
Aquest cas d’ús s’executa clicant l’opció “Bestreta” del combo que apareix a la pantalla de 
detall de la Relació. Com a paràmetres, es passen el número de Contracte i de Proveïdor de la 







ExecuteTransaction(TX_BESTRETA, params, "CF.DetallRelacio", toState)
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B.39 Cas d’ús: Recompra d’una Relació 
Aquest cas d’ús s’executa clicant l’opció “Recompra” del combo que apareix a la pantalla de 
detall de la Relació. Com a paràmetre, es passa el número de Contracte de la BE Relació que 
tenim a l’State. Després de fer la Bestreta executarem l’acció CF.DetallRelacio. 
RelacioDetailViewPresenter
Recompra()






B.40 Consulta d’alertes actives 














El mètode ShowUseCaseRemesesPendents() fa una cerca de Remeses amb ESTA=2. Rep com a 
paràmetre l’oficina amb què s’ha obert el SIO, i l’envia si és diferent de 968. 








    params.Add(“OFIC”, ofic);
ServiceName = TransactionNames.TX_CONSULTA_REMESA;





El mètode ShowUseCaseConsultaProveidorsRetinguts() fa una cerca de Proveïdors amb 
SITU=3. Rep com a paràmetre l’oficina amb què s’ha obert el SIO, i l’envia si és diferent de 968. 







    params.Add(“OFIC”, ofic);
ServiceName = TransactionNames.TX_CONSULTA_PROVEIDOR;





El mètode ShowUseCaseConsultaContractesAmbImpagats() fa una cerca de Contractes amb 
SITU=IM. Rep com a paràmetre l’oficina amb què s’ha obert el SIO, i l’envia si és diferent de 
968. 








    params.Add(“OFIC”, ofic);
ServiceName = TransactionNames.TX_LISTADO_CONTRATOS;





B.40.1 Subcas d’ús: Remeses pendents 
Si l’usuari clica el número d’una Remesa, s’invoca el mètode ShowRemesaDetail() de 
RemesesListViewPresenter. 
RemesesMiniListView




Si l’usuari clica el número d’un Contracte, s’invoca el mètode ShowContractDetail() de 
RemesesListViewPresenter. 
RemesesMiniListView




Si l’usuari clica “Veure més, s’executa l’acció CF.ConsultaRemesesPendents de 
RemesesListController. 
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RemesesMiniListView










Canviar el títol i la icona del Layout.
 
El mètode SetOperativaConsultaRemesesPendents() configura la vista amb ESTA=2. 
B.40.2 Subcas d’ús: Proveïdors retinguts 
Si l’usuari clica el CIF d’un Proveïdor, s’invoca el mètode ShowProveidorDetail() de 
ProveidorsListViewPresenter, passant com a paràmetre el NIP del Proveïdor, que haurem 
desat en una columna oculta. 
ProveidorsMiniListView




Si l’usuari clica “Veure més”, s’executa l’acció CF.ConsultaProveidorsRetinguts de 
ProveidorsListController. 
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ProveidorsMiniListView










Canviar el títol i la icona del Layout.
 
El mètode SetOperativaProveidorsRetinguts() configura la vista amb SITU=3. 
B.40.3 Subcas d’ús: Contractes amb impagats 
Si l’usuari clica el número d’un Contracte, s’invoca el mètode ShowContractDetail() de 
ContractsListViewPresenter, passant com a paràmetres el número del Contracte i INDP=00. 
ContractsMiniListView




Si l’usuari clica “Veure més”, s’executa l’acció CF.ConsultaContractesAmbImpagats de 
ContractsListController. 
ContractsMiniListView












Canviar el títol i la icona del Layout.
El mètode SetOperativaConsultaContractesAmbImpagats() configura la vista amb SITU=IM. 
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B.41 Accions del combo 
/ clic a opció del combo /
ExecuteComboAction(a)






Dictionary<string, object> toState = new Dictionary<string, object>();
toState.Add(arg.Value, p.WorkItem.State[arg.Name]);
ExecuteAction(ActionConfig a, Presenter p)
if (a.ActionType.EntryPoint)
foreach (ArgConfig arg in a.Args)
ExecuteActionArgs args = new ExecuteActionArgs(a.ActionName, toState);
IActionCatalogService catalog = this.Presenter.WorkItem.Services.Get<IActionCatalogService>();
catalog.Execute(ActionNames.EXECUTE, p.WorkItem, p.WorkItem, args);
else if (a.ActionType.PresenterMethod)
string methodName = a.ActionName;
Type type = p.GetType();




    <action position="5" title="CBO_OPC_FORMALITZAR_CONTRACTE" actionName="FormalitzarContracte"/>
    <action position="6" title="CBO_OPC_RETROCEDIR_FORMALITZACIO_CONTRACTE" actionName="RetrocedirFormalitzacioContracte"/>
    <action position="7" title="CBO_OPC_RENOVAR_FORMALITZACIO_CONTRACTE" actionName="RenovarFormalitzacioContracte"/>
    <action position="8" title="CBO_OPC_RETROCEDIR_RENOVACIO_FORMALITZACIO_CONTRACTE" actionName="RetrocedirRenovacioFormalitzacioContracte"/>
    <action position="9" title="CBO_OPC_RESOLDRE_ANTICIPADAMENT_CONTRACTE" actionName="ResoldreAnticipadamentContracte"/>
  </actions>
</actions-config>
En el fitxer ActionsConfig.config hi ha les accions del combo. Per a cada acció, es defineix:
- position: posició dins l’array d’accions
- title: clau de l’acció dins el combo
- actionName: nom de l’acció a executar (si és de tipus EntryPoint) o del mètode del Presenter a invocar (si és de tipus PresenterMethod)
- actionType: enumeració que ens indica si cal executar una acció (EntryPoint) o invocar un mètode del Presenter. Per defecte, el seu valor és 
PresenterMethod
 
ExecuteTransaction(string serviceName, IDictionary<string, string> parameters, string actionToDo)
Mètode que executa una acció de crida a la transacció serviceName 
amb els paràmetres parameters i tracta la sortida per mostrar el 





En aquest annex hi ha el fitxer de configuració de 
l’aplicació Confirming.  




C.1 Fitxer de configuració iii 
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C.1 Fitxer de configuració 
<application xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" name="Confirming" 
startAction="CF.ConsultaAlertes" errorBehaviour="GoBack"> 
  <manager wiReuseMode="NoCheck"> 
    <!-- per a poder clicar sobre el botó de la ribbon de l'acció en execució i es torni 
a executar el WI --> 
  </manager> 
  <!-- Definicio dels controllers que hi ha a l'aplicacio --> 
  <controllers> 
    <controller name="AlertsListController" 
class="CaixaPenedes.Phoenix.Confirming.AlertsListController" module="Confirming"> 
      <!-- Accions que exposa aquest controller. Uniques dins de l'aplicacio --> 
      <actions> 
        <action name="CF.ConsultaAlertes"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="HeaderSmartPart" destroyOnGoBack="true" 
performInjection="true"/> 
        <mainZone name="AlertesLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.AlertesLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name ="RemesesMiniListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RemesesMiniListView" 
                placeholder="HeaderSmartPart" initialStatus="Shown"/> 
          <zone name="ProveidorsMiniListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ProveidorsMiniListView" 
                placeholder="CentralSmartPart" initialStatus="Shown"/> 
          <zone name="ContractsMiniListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ContractsMiniListView" 
                placeholder="FooterSmartPart" initialStatus="Shown"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="ContractsListController" 
class="CaixaPenedes.Phoenix.Confirming.ContractsListController" module="Confirming"> 
      <!-- Accions que exposa aquest controller. Uniques dins de l'aplicacio --> 
      <actions> 
        <action name="CF.ConsultaContractes"/> 
        <action name="CF.ConsultaContractesPendentsFormalitzar"/> 
        <action name="CF.ConsultaContractesAmbImpagats"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="MenuSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse"/> 
        <mainZone name="ContractSearchLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.ContractSearchLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name ="ContractsSearchView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ContractsSearchView" 
                placeholder="MenuSmartPart" initialStatus="Focused"/> 
          <zone name="ContractsListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ContractsListView" 
                placeholder="ListSmartPart" initialStatus="Shown"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="ContractController" 
class="CaixaPenedes.Phoenix.Confirming.ContractController" module="Confirming"> 
      <!-- Accions que exposa aquest controller. Uniques dins de l'aplicacio --> 
      <actions> 
        <action name="CF.CreateContract"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="ViewSmartPart" destroyOnGoBack="true" 
autoCreateViews="OnStartupUsed" viewReuseMode="Recreate"/> 
        <defaultMainZone template="OneColumn" /> 
        <zones> 
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          <zone name ="ContractView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ContractView" 
                placeholder="ViewSmartPart" initialStatus="Focused"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="PrintContractController" 
class="CaixaPenedes.Phoenix.Confirming.PrintContractController" module="Confirming"> 
      <!-- Accions que exposa aquest controller. Uniques dins de l'aplicacio --> 
      <actions> 
        <action name="CF.PrintContract"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="ViewSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupUsed" viewReuseMode="Recreate"/> 
 
        <defaultMainZone template="OneColumn" /> 
        <zones> 
          <zone name ="PrintContractView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.PrintContractView" 
                placeholder="ViewSmartPart" initialStatus="Shown"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="ContractDetailController" 
class="CaixaPenedes.Phoenix.Confirming.ContractDetailController" module="Confirming"> 
      <!-- Accions que exposa aquest controller. Uniques dins de l'aplicacio --> 
      <actions> 
        <action name="CF.ContractDetail"/> 
        <action name="CF.ContractVersionDetail"/> 
        <action name="CF.ResolucioAnticipadaPopUp" xsi:type="ActionPopupConfig" 
popup="ResolucioAnticipadaPopUp"/> 
      </actions>  
      <layout> 
        <viewManagerConfig defaultPlaceholder="CentralSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse" /> 
        <mainZone name="ContractDetailLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.ContractDetailLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name ="Detall" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.DetailContractView" 
                placeholder="CentralSmartPart" initialStatus="Shown"/> 
          <zone name ="PropersVenciments" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresMiniListView" 
                placeholder="FooterSmartPart1" initialStatus="Shown"/> 
          <zone name ="OrdresImpagades" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresMiniListView" 
                placeholder="FooterSmartPart2" initialStatus="Shown"/> 
          <zone name ="Remeses" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RemesesMiniListView" 
                placeholder="FooterSmartPart3" initialStatus="Shown"/> 
          <zone name ="Proveidors" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ProveidorsMiniListView" 
                placeholder="FooterSmartPart4" initialStatus="Shown"/> 
          <zone name ="Historial" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ContractsHistorialPreviewListView" 
                placeholder="FooterSmartPart5" initialStatus="Shown"/> 
        </zones> 
        <popups> 
          <popup name="ResolucioAnticipadaPopUp" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.AnticipatedResolutionView" /> 
        </popups> 
      </layout> 
    </controller> 
    <controller name="ContractsHistorialListController" 
class="CaixaPenedes.Phoenix.Confirming.ContractsHistorialListController" 
module="Confirming"> 
      <!-- Accions que exposa aquest controller. Uniques dins de l'aplicacio --> 
      <actions> 
        <action name="CF.ContractsHistorialList"/> 
      </actions> 
      <layout> 
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        <viewManagerConfig defaultPlaceholder="ViewSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupUsed" viewReuseMode="Recreate"/> 
        <defaultMainZone template="OneColumn" /> 
        <zones> 
          <zone name ="ContractsHistorialFullListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ContractsHistorialFullListView" 
                placeholder="ViewSmartPart" initialStatus="Focused"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="NewRemesaController" 
class="CaixaPenedes.Phoenix.Confirming.NewRemesaController" module="Confirming"> 
      <actions> 
        <action name="CF.AltaRemesa"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="ViewSmartPart" destroyOnGoBack="true" 
autoCreateViews="OnStartupUsed" viewReuseMode="Recreate" performInjection="true"/> 
        <defaultMainZone template="OneColumn"/> 
        <zones> 
          <zone name="RemesaDetailView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RemesaDetailView" 
                placeholder="ViewSmartPart" initialStatus="Focused"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="RemesesListController" 
class="CaixaPenedes.Phoenix.Confirming.RemesesListController" module="Confirming"> 
      <actions> 
        <action name="CF.ConsultaRemeses"/> 
        <action name="CF.ConsultaRemesesPendents"/> 
        <action name="CF.ConsultaRemesesContracte"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="MenuSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse"/> 
        <mainZone name="ContractSearchLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.ContractSearchLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name ="RemesesSearchView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RemesesSearchView" 
                placeholder="MenuSmartPart" initialStatus="Focused"/> 
          <zone name="RemesesListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RemesesListView" 
                placeholder="ListSmartPart" initialStatus="Shown"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="RemesaDetailController" 
class="CaixaPenedes.Phoenix.Confirming.RemesaDetailController" module="Confirming"> 
      <actions> 
        <action name="CF.RemesaDetail"/>       
        <action name="CF.AcceptarRemesaPopUp" xsi:type="ActionPopupConfig" 
popup="NumRemesaPopUp"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="CentralSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse" /> 
        <mainZone name="RemesaDetailLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.RemesaDetailLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name ="RemesaDetailView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RemesaDetailView" 
                placeholder="CentralSmartPart" initialStatus="Focused"/> 
          <zone name ="OrdresMiniListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresMiniListView" 
                placeholder="FooterSmartPart" initialStatus="Shown"/> 
        </zones> 
        <popups> 
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          <popup name="NumRemesaPopUp" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.NumRemesaView" 
caption="RBN_OPT_ACCEPTAR_REMESA" /> 
        </popups> 
      </layout> 
    </controller> 
    <controller name="NewOrdreController" class 
="CaixaPenedes.Phoenix.Confirming.NewOrdreController" module="Confirming"> 
      <actions> 
        <action name="CF.AltaOrdre"/> 
      </actions> 
      <layout GoBack="NotifyPresenter"> 
        <viewManagerConfig defaultPlaceholder="ViewSmartPart" destroyOnGoBack="true" 
performInjection="true"  
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse" /> 
        <defaultMainZone template="OneColumn"/> 
        <zones> 
          <zone name="OrdreAltaView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdreAltaView"  
                placeholder="ViewSmartPart" initialStatus="Focused"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="OrdresListController" class 
="CaixaPenedes.Phoenix.Confirming.OrdresListController" module="Confirming"> 
      <actions> 
        <action name="CF.ConsultaOrdresInicial"/> 
        <action name="CF.ConsultaPropersVenciments"/> 
        <action name="CF.ConsultaOrdresImpagades"/> 
        <action name="CF.ConsultaOrdresRemesa"/> 
        <action name="CF.BestretaPopUp" xsi:type="ActionPopupConfig" 
popup="BestretaPopUp"/> 
        <action name="CF.RecompraPopUp" xsi:type="ActionPopupConfig" 
popup="RecompraPopUp"/> 
        <action name="CF.CobrarOrdrePopUp" xsi:type="ActionPopupConfig" 
popup="CobrarOrdrePopUp"/> 
        <action name="CF.AnularOrdrePopUp" xsi:type="ActionPopupConfig" 
popup="AnularOrdrePopUp"/> 
        <action name="CF.ConsultaOrdresRelacio"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="MenuSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse" 
notifyPresenter="true"/> 
        <mainZone name="OrdreSearchLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.OrdreSearchLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name="OrdresSearchView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresSearchView" 
                placeholder="MenuSmartPart" initialStatus="Focused"/> 
          <zone name="OrdresListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresListView" 
                placeholder="ListSmartPart" initialStatus="Shown"/> 
        </zones> 
        <popups> 
          <popup name="BestretaPopUp" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresAfectadesView" 
caption="BESTRETA_POPUP_CAPTION" /> 
          <popup name="RecompraPopUp" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresAfectadesView" 
caption="RECOMPRA_POPUP_CAPTION" /> 
          <popup name="CobrarOrdrePopUp" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresAfectadesView" 
caption="COBRAR_ORDRE_POPUP_CAPTION" /> 
          <popup name="AnularOrdrePopUp" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresAfectadesView" 
caption="ANULAR_ORDRE_POPUP_CAPTION" /> 
        </popups> 
      </layout> 
    </controller> 
    <controller name="OrdreDetailController" 
class="CaixaPenedes.Phoenix.Confirming.OrdreDetailController" module="Confirming"> 
       <actions> 
        <action name="CF.OrdreDetail"/> 
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      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="ViewSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse" /> 
        <defaultMainZone template="OneColumn"/> 
        <zones> 
          <zone name ="OrdreDetailView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdreDetailView" 
                placeholder="ViewSmartPart" initialStatus="Focused"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="NewProveidorController" class 
="CaixaPenedes.Phoenix.Confirming.NewProveidorController" module="Confirming"> 
      <actions> 
        <action name="CF.AltaProveidor"/> 
        <action name="CF.VerificarProveidor"/> 
      </actions> 
      <layout GoBack="NotifyPresenter"> 
        <viewManagerConfig defaultPlaceholder="ViewSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse" /> 
        <defaultMainZone template="OneColumn"/> 
        <zones> 
          <zone name="ProveidorDetailView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ProveidorDetailView" 
                placeholder="ViewSmartPart" initialStatus="Focused"/> 
        </zones> 
      </layout> 
    </controller>    
    <controller name="ProveidorsListController" class 
="CaixaPenedes.Phoenix.Confirming.ProveidorsListController" module="Confirming"> 
      <actions> 
        <action name="CF.ConsultaProveidors"/> 
        <action name="CF.ConsultaProveidorsRetinguts"/> 
        <action name="CF.ConsultaProveidorsContracte"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="MenuSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse"/> 
        <mainZone name="ProveidorSearchLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.ProveidorSearchLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name="ProveidorsSearchView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ProveidorsSearchView" 
                placeholder="MenuSmartPart" initialStatus="Focused"/> 
          <zone name="ProveidorsListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ProveidorsListView" 
                placeholder="ListSmartPart" initialStatus="Shown"/> 
        </zones> 
      </layout> 
    </controller>   
    <controller name="ProveidorDetailController" 
class="CaixaPenedes.Phoenix.Confirming.ProveidorDetailController" module="Confirming"> 
      <actions> 
        <action name="CF.DetallProveidor"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="CentralSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse" /> 
        <mainZone name="ProveidorDetailLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.ProveidorDetailLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name ="ProveidorDetailView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ProveidorDetailView" 
                placeholder="CentralSmartPart" initialStatus="Shown"/> 
          <zone name ="RelacionsMiniListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RelacionsMiniListView" 
                placeholder="FooterLeftSmartPart" initialStatus="Shown"/> 
          <zone name ="ComptesListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.ComptesListView" 
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                placeholder="FooterRightSmartPart" initialStatus="NotShown"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="RelacionsListController" class 
="CaixaPenedes.Phoenix.Confirming.RelacionsListController" module="Confirming"> 
      <actions> 
        <action name="CF.ConsultaRelacions"/> 
        <action name="CF.ConsultaRelacionsProveidor"/> 
        <action name="CF.ConsultaRelacionsContracte"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="MenuSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse"/> 
        <mainZone name="RelacionsSearchLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.RelacionsSearchLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name="RelacionsSearchView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RelacionsSearchView" 
                placeholder="MenuSmartPart" initialStatus="Focused"/> 
          <zone name="RelacionsListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RelacionsListView" 
                placeholder="ListSmartPart" initialStatus="Shown"/> 
          <zone name="CondicionsBoxView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.CondicionsBoxView" 
                placeholder="HeaderSmartPart" initialStatus="Shown"/> 
        </zones> 
      </layout> 
    </controller> 
    <controller name="RelacioDetailController" 
class="CaixaPenedes.Phoenix.Confirming.RelacioDetailController" module="Confirming"> 
      <actions> 
        <action name="CF.AltaRelacioPopUp" xsi:type="ActionPopupConfig" 
popup="AltaRelacioPopUp"/> 
        <action name="CF.AltaRelacio"/> 
        <action name="CF.DetallRelacio"/> 
        <action name="CF.VerificarRelacioPopUp" xsi:type="ActionPopupConfig" 
popup="AltaRelacioPopUp"/> 
      </actions> 
      <layout> 
        <viewManagerConfig defaultPlaceholder="CentralSmartPart" destroyOnGoBack="true" 
performInjection="true" 
                           autoCreateViews="OnStartupAll" viewReuseMode="Reuse"/> 
        <mainZone name="RelacioDetailLayout" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.Layouts.RelacioDetailLayout" 
                  placeholder="ViewSmartPart" initialStatus="Shown"/> 
        <zones> 
          <zone name ="RelacioDetailView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.RelacioDetailView" 
                placeholder="CentralSmartPart" initialStatus="Shown"/> 
          <zone name ="OrdresMiniListView" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.OrdresMiniListView" 
                placeholder="FooterSmartPart" initialStatus="Shown"/> 
        </zones> 
        <popups> 
          <popup name="AltaRelacioPopUp" 
typeof="CaixaPenedes.Phoenix.Confirming.Views.AltaRelacioView" 
caption="RBN_OPT_ALTA_RELACIO"/> 
        </popups> 
      </layout> 
    </controller> 
  </controllers> 
  <!-- Configuracions de l'aplicacio. Scopes: Application, Controller o Presenter --> 
  <configurations> 
    <configuration scope="Application"> 
      <!-- Valors de configuracio (al state) --> 
      <values> 
        <add name="ApplicationTitle" value="CONFIRMING" /> 
        <add name="AllowPrint" value="false" /> 
        <add name="ApplicationCode" value="CONF"/> 
        <add name="PrintService" value="EDINAT"/> 
      </values> 
      <!-- Configuracio de les zones (InfoBar i Ribbon) --> 
      <uiConfiguration> 
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        <zones> 
          <zone name="InfoBar" visible="true"/> 
          <zone name="RibbonBar" visible="true" xsi:type="ZoneRibbonConfig" 
collapsed="false"> 
            <tabs> 
              <tab key="RBN_TAB_CONFIRMING"> 
                <groups> 
                  <groupBox key="RBN_GPBX_INICI"> 
                    <options> 
                      <option key="RBN_OPT_ALERTES" image="alertes_32.Image" 
size="large" > 
                        <actions> 
                          <action type="Execute" value="CF.ConsultaAlertes" /> 
                        </actions> 
                      </option> 
                    </options> 
                  </groupBox> 
                  <groupBox key="RBN_GPBX_CONTRACTES"> 
                    <options> 
                      <option key="RBN_OPT_ALTA_CONTRACTE" image="alta.little.Image" 
size="small" > 
                        <actions> 
                          <action type="Execute" value="CF.CreateContract" /> 
                        </actions> 
                      </option> 
                      <option key="RBN_OPT_FORMALITZAR_CONTRACTE" 
image="formalitzacio.little.Image" size="small" > 
                        <actions> 
                          <action type="Execute" 
value="CF.ConsultaContractesPendentsFormalitzar" /> 
                        </actions> 
                      </option> 
                      <option key="RBN_OPT_CONSULTA_CONTRACTES" 
image="consulta.little.Image" size="small" > 
                        <actions> 
                          <action type="Execute" value="CF.ConsultaContractes" /> 
                        </actions> 
                      </option> 
                    </options> 
                  </groupBox> 
                  <groupBox key="RBN_GPBX_REMESES"> 
                    <options> 
                      <option key="RBN_OPT_ALTA_REMESA" image="alta_remesa.little.Image" 
size="small"> 
                        <actions> 
                          <action type="Execute" value="CF.AltaRemesa"/> 
                        </actions> 
                      </option> 
                      <option key="RBN_OPT_ACCEPTAR_REMESA" 
image="acceptar_remesa.Image" size="small"> 
                        <actions> 
                          <action type="Execute" value="CF.AcceptarRemesaPopUp"/> 
                        </actions> 
                      </option> 
                      <option key="RBN_OPT_CONSULTA_REMESES" 
image="consultar_remesa.Image" size="small"> 
                        <actions> 
                          <action type="Execute" value="CF.ConsultaRemeses"/> 
                        </actions> 
                      </option> 
                    </options> 
                  </groupBox> 
                  <groupBox key="RBN_GPBX_ORDRES"> 
                    <options> 
                      <option key="RBN_OPT_CONSULTA_ORDRES" 
image="consulta_ordres.Image" size="small"> 
                        <actions> 
                          <action type="Execute" value="CF.ConsultaOrdresInicial"/> 
                        </actions> 
                      </option>                       
                    </options> 
                  </groupBox> 
                  <groupBox key="RBN_GPBX_PROVEIDORS"> 
                    <options> 
                      <option key="RBN_OPT_ALTA_PROVEIDOR" 
image="alta_proveidor_16.Image" size="small"> 
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                        <actions> 
                          <action type="Execute" value="CF.AltaProveidor"/> 
                        </actions> 
                      </option> 
                      <option key="RBN_OPT_CONSULTA_PROVEIDORS" 
image="cerca_proveidor_16.Image" size="small"> 
                        <actions> 
                          <action type="Execute" value="CF.ConsultaProveidors"/> 
                        </actions> 
                      </option> 
                    </options> 
                  </groupBox> 
                  <groupBox key="RBN_GPBX_RELACIONS"> 
                    <options> 
                      <option key="RBN_OPT_ALTA_RELACIO" image="alta_relacio_16.Image" 
size="small"> 
                        <actions> 
                          <action type="Execute" value="CF.AltaRelacioPopUp"/> 
                        </actions> 
                      </option> 
                      <option key="RBN_OPT_CONSULTA_RELACIONS" 
image="cerca_relacio_16.Image" size="small"> 
                        <actions> 
                          <action type="Execute" value="CF.ConsultaRelacions"/> 
                        </actions> 
                      </option> 
                    </options> 
                  </groupBox> 
                </groups> 
              </tab> 
            </tabs> 
          </zone> 
        </zones> 
      </uiConfiguration> 
    </configuration> 
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del cas d’ús Consultar/modificar el detall d’una relació 
contracte-proveïdor. 
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II.1 Model de dades 
 
II.2 Models funcional i de comportament 
II.2.1 Visió general 
 
Objectiu: Consultar o modificar el detall d’una relació contracte 
– proveïdor 
El terminalista està logonat al SIO i ha iniciat 
l’aplicació de Confirming.  
S’ha donat d’alta el contracte des de l’ASR i s’ha 
formalitzat. 
S’ha executat el procés batch que llegeix el Quadern 
68 
S’ha executat el cas d’us Consulta Relació Contracte –
Proveïdor 
Precondicions: 
Condicions finalització correcta: Es consulta el detall d’una relació contracte –
proveïdor 
No  es consulta el detall d’una una relació contracte –
proveïdor 
Condicions finalització fallida: 
Actor (s): Terminalista d’oficines o departament. 
Fer una cerca a la Consulta Relacions  Contracte -
Proveïdors que retorni un únic resultat. 
Sel·leccionar Veure relació contracte -proveïdor a la 
Consulta Relació Contracte -Proveïdor o al llistat 
contractes on apareix aquest proveïdor 
Accionador: 
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II.2.2 Escenari Principal (flux bàsic) 
 
1. Apareix el detall dels camps del Contracte sense opció de modificar. 
2. Apareix el detall dels camps del Proveïdor sense opció de modificar. 
3. Des de la part del contracte o el proveïdor podem arrossegar les dades de diferencial i 
comissió a la part de relació. Apareixen les diferents accions que es podran realitzar. Són els 
següents casos d’us: 
Eliminar Relació Contracte - Proveïdor, Gestió de la bestreta, Gestió de la recompra d’ordre, 
Reimprimir Carta oferta 
4a. L’usuari no modifica els camps del detall de la relació contracte - proveïdor. Es poden 
executar les accions del proveïdor normalment. El botó Guardar Canvis està deshabilitat. 
4b. L’usuari modifica els camps de la relació contracte - proveïdor. El botó per Guardar Canvis 
s’habilita. Es deshabiliten les accions que pot executar l’usuari.  
4b1. L’usuari diu que vol guardar els canvis. S’executa la tx de modificació de la relació 
contracte - proveïdor. 
5b1. Es ‘recarrega’ la informació de la relació contracte - proveïdor i tornem al punt 3. Per fer 
això s’ha d’executar la tx. de Consulta detall relació contracte - proveïdor. 
4b2. L’usuari diu que vol cancel·lar. Es pregunta si està segur que vol cancel·lar les 
modificacions efectuades. 
5b2. Diu que si, no es guarden les modificacions de la relació contracte - proveïdor i tornem al 
cas d’us Consulta detall relació contracte - proveïdor. Diu que no, tornem al punt 4b. 
3c. L’usuari  fa cancel·lar sense haver fet cap modificació. Tornem al cas d’us Consulta relació 
contracte - proveïdor. 
4. També apareix el llistat de les ordres d’aquesta relació. Aquest llistat es un include del 
cas d’us consulta ordres 
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II.3 Model de la interfície 
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II.4 Test funcional 
II.4.1 Resum 
Aquest document recull el seguit d’accions a executar per a l’aplicació de Confirming, en 
concret la part de Relacions Contracte - Proveïdor. Cada acció ha de ser validada correctament 
per a considerar el test funcional correcte. A més del que es descriu en aquest document, 
també te que estar validat tot el que es descriu al document d’anàlisi. 
II.4.2 Funcionalitats  
 
  Correcte? 
Descripció / Acció Resultat esperat SI NO 
Iniciem l’aplicació S’inicia l’aplicació i a la pantalla es mostra la 
ribbon amb les 2 accions que podem executar: 
Alta relació contracte - proveïdor i  




Fem click a l’opció alta 
relació contracte - 
proveïdor des de la 
ribbon. 
Ens apareix un pop-up on ens demana el 
contracte i el proveïdor. Tots 2 camps son 
obligatoris. 
Quan introduïm les dades al pop-up i fem 
‘Acceptar’ s’executa la tx Alta relació contracte - 
proveïdor. 
Si aquesta tx. dona void, el mostrem i tornem a 
la pantalla d’alertes. 
Si no dona void s’executa la tx Consulta 
detallada relació contracte - proveïdor. Si 
aquesta tx. dona void, el mostrem i tornem a la 
pantalla d’alertes. Si no dona void mostrem el 
detall del contracte, el detall del proveïdor i el 
detall de la relació. 
Si fem cancel·lar al pop-up, el tanquem. 
  
Observacions: Use case: Alta relació contracte – 
proveïdor 
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Fem click a l’opció 
consultar/modificar 
relació contracte - 
proveïdor des de la 
ribbon. 
Apareix el buscador de relacions contracte – 
proveïdor sense executar cap cerca. Apareix el 
missatge ‘No hi ha dades per mostrar’. 
Apareix el buscador descrit al prototipus. 
Aquest buscador es pot amagar. 
  
Observacions: Use case: Consulta relació contracte - 
proveïdor 
Fem click al botó cercar 
al buscador del llistat 
de  relació contracte - 
proveïdor. 
S’executa la tx de consulta relació contracte - 
proveïdor. 
Si es fa click a ‘cercar’ al menys 1 dels camps del 
buscador te que estar omplert i almenys el 
camp contracte o el camp proveïdor son 
obligatoris.  
Si dona VOID aquesta transacció, mostrem el 
missatge de void i tornem on estàvem abans de 
fer click al botó de cerca. 
Si no dona VOID, es recarrega la llista de 
relacions contracte - proveïdor. Si hem cercat 
per proveïdor, apareix la informació del 
proveïdor i la llista dels contractes relacionats 
segons el prototipus. Si hem cercat per 
contracte, apareix la informació del contracte i 
la llista dels proveïdors relacionats segons el 
prototipus. 
Si introduïm el contracte i el proveïdor, 
executem directament la tx consulta detallada 
relació contracte -  proveïdor. 
El control pag. següent /anterior funciona de 
manera standard. Si estem a la primera, només 
surt activat següent i si estem a l’ultima només 
apareix activat anterior. Si només hi ha dades 
per 1 pàgina no surt activat cap. Als altres casos 
surten activats els 2. Es comprovarà amb la 
informació que ens arriba al format ZH0026. 
  
Observacions: Use case: Consulta relació contracte -  
proveïdor 
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Seleccionem un link 
‘Detall relació’  al llistat 
de relacions contracte - 
proveïdor. 
S’executa la tx de consulta detallada relació 
contracte - proveïdor. 
Si dona VOID aquesta transacció, mostrem el 
missatge de void i tornem on estàvem abans de 
seleccionar el link ‘Detall relació’. 
Si no dona VOID, apareix la informació del 
contracte i del proveïdor amb tots el camps 
bloquejats segons es descriu al prototipus. Per 
mostrar aquesta informació tenim que executar 
les tx. de consulta detallada de contracte i 
consulta detallada de proveïdor. Apareix la 
informació de la relació contracte - proveïdor 
amb tots el camps bloquejats /actius segons es 
descriu al prototipus. Per mostrar aquesta 
informació tenim que executar la tx. de consulta 
detallada relació contracte - proveïdor 
Botó ‘Guardar canvis’ deshabilitat. 
Tots els combos tenen els  valors correctes 
Els camps funcionen de manera standard 
Les opcions que es poden executar sobre la 
relació contracte - proveïdor son les que ens ha 
dit host que es poden fer mitjançant el format 
ZH0027. Aquestes opcions estan habilitades. 
Apareixen les ordres que pertanyen a la relació. 
En cas de no poder accedir a aquests contractes 
apareixerà un missatge que ho indiqui. En cas 
que la relació no tingui cap ordre apareix també 
un missatge que ho indiqui. 
  
Observacions: Use case: Consultar detall relació 
contracte –proveïdor 
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Fem click al botó 
guardar canvis havent 
modificat la relació 
contracte -proveïdor. 
S’executa la tx de modificació relació contracte -
proveïdor.  
Si dona VOID aquesta transacció, mostrem el 
missatge de void i tornem on estàvem abans  de 
fer click al botó de guardar. 
Si no dona VOID, mostrem el missatge de host i 
es recarreguen les dades que apareixen a la 
pantalla de detall i les opcions que es poden 
executar (executant la tx. de consulta 
detallada). 
Botó Guardar canvis deshabilitat i les opcions 





Observacions: Use case: Modificar detall relació 
contracte -proveïdor 
Fem click al botó 
cancel·lar sense haver 
modificat la relació 
contracte -proveïdor 






Observacions: Use case: Modificar detall relació 
contracte –proveïdor 
Fem click al botó 
cancel·lar havent 
modificat la relació 
contracte - proveïdor. 
Es pregunta si realment vol cancel·lar les 
modificacions efectuades. 
Si diu que NO es torna a la situació que hi havia 
abans de fer click al botó cancel·lar. 
Si diu que SI es torna al llistat de relacions 
contracte -proveïdors en la situació que hi havia 
abans de fer la primera modificació en el detall 





Observacions: Use case: Modificar detall relació 
contracte -proveïdor 
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Sel·leccionar l’acció  
Eliminar relació 
contracte - proveïdor. 
S’executa la transacció. 
Si dona VOID, mostrem el missatge de VOID i 
tornem al detall de la relació contracte - 
proveïdor abans d’executar la transacció. 
Si no dona VOID, mostrem el missatge de host, 
executem la transacció de detall de relació 
contracte -proveïdor i mostrem les dades que 
ens dona aquesta transacció. Tornem a la llista 





Observacions: Use case: Baixa relació contracte - 
proveïdor 
II.4.3 Joc de proves 
Per tal que es puguin fer les proves descrites en aquest document, aquestes son les dades que 
es poden fer servir: 
Tindrem l’opció Eliminació Relació: 
Contracte: 92059071000236 
Proveïdor:  0034170825 
 
Una vegada provem la eliminació d’aquesta relació podem provar l’alta relació amb aquest 
mateix contracte i proveïdor. 
 
No tindrem l’opció Eliminació Relació: 
 
Contracte: 92059071000351 
Proveïdor:   0034170803 
