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BAB VI 
KESIMPULAN DAN SARAN 
VI.1. Kesimpulan 
Dari pembahasan komputasi paralel untuk proses segmentasi citra pada video dengan 
menggunakan metode level set, dapat ditarik beberapa kesimpulan, yaitu: 
1. Aplikasi segmentasi citra pada video dengan menggunakan metode level set 
yang berjalan pada CPU dan GPU dengan CUDA telah berhasil 
dikembangkan. 
2. Percepatan maksimal terjadi pada video yang memiliki resolusi yang tinggi 
yaitu video whiteball.mp4 dengan resolusi 480p. Semakin besar beban 
komputasi yang digunakan, maka akan semakin tinggi percepatannya. 
3. Dengan mengggunakan GPU NVIDIA GeForce GTX 660 dapat 
mempercepat proses komputasi hingga 16 kali dibandingkan dengan CPU i7-
3770K untuk video dengan resolusi 360p dengan ukuran frame: 360x360 dan 
dengan total frame ialah 342. 
4. Dengan mengggunakan GPU NVIDIA GeForce GTX 660  dapat 
mempercepat proses komputasi hingga 17 kali dibandingkan dengan CPU i7-
3770K untuk video dengan resolusi 420p dengan ukuran frame: 854x420 dan 
dengan total frame ialah 53.  
 
VI.2. Saran 
Beberapa saran dari penulis untuk penelitian bagi segmentasi citra pada video dengan 
menggunakan metode level set secara paralel: 
1. Program dapat dioptimalkan dengan mengubah penggunaan global memory 
menjadi texture memory atau shared memory 
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2. Program dapat dioptimalkan dengan membuat Inisialisasi mask setiap frame 
video berdasarkan letak obyek yang akan disegmentasi. 
3. Program dapat dikembangkan dengan menambahkan GUI, agar 
pengoperasian menjadi lebih mudah  
4. Untuk Penelitian selanjutnya, Program dapat dikembangkan untuk mengolah 
video dengan citra biomedis. 
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LAMPIRAN 
//--Library CUDA 
#include "cuda_runtime.h" 
#include "device_launch_parameters.h" 
 
//--Library C++ 
#include <stdio.h> 
#include <conio.h> 
#include <math.h> 
#include <time.h> 
#include <Windows.h> 
#include <fstream> 
#include <iostream> 
 
//--Libraty OpenCV 
#include <opencv2/core/core.hpp> 
#include <opencv2/imgproc/imgproc.hpp> 
#include <opencv2/highgui/highgui.hpp> 
 
 
using namespace std; 
using namespace cv; 
 
#define EPSILON   35 
//#define THRESHOLD  158 
//#define ITTERATION   450 
 
#define ALPHA   0.009 
#define DT    0.25 
 
//--Variabel Global CPU dan GPU 
double *phi, *D; 
int imageW, imageH, N, iterasi, inisialisasi, thres; 
 
//Variabel device (GPU) 
double *d_dx, *d_dxplus, *d_dxminus, *d_dxplusy, *d_dxminusy, *d_maxdxplus, 
*d_maxminusdxminus, *d_mindxplus, *d_minminusdxminus; 
double *d_dy, *d_dyplus, *d_dyminus, *d_dyplusx, *d_dyminusx, *d_maxdyplus, 
*d_maxminusdyminus, *d_mindyplus, *d_minminusdyminus; 
double *d_gradphimax, *d_gradphimin; 
double *d_nplusx, *d_nplusy, *d_nminusx, *d_nminusy; 
double *d_curvature, *d_F, *d_gradphi, *d_phi, *d_phi_new, *d_D;  
 
//Variabel Host CPU 
double *h_dx, *h_dxplus, *h_dxminus, *h_dxplusy, *h_dxminusy, *h_maxdxplus, 
*h_maxminusdxminus, *h_mindxplus, *h_minminusdxminus; 
double *h_dy, *h_dyplus, *h_dyminus, *h_dyplusx, *h_dyminusx, *h_maxdyplus, 
*h_maxminusdyminus, *h_mindyplus, *h_minminusdyminus; 
double *h_gradphimax, *h_gradphimin, *h_nplusx, *h_nplusy, *h_nminusx, 
*h_nminusy, *h_curvature, *h_F, *h_gradphi; 
 
 
 
140 
 
vector<Mat> Images_Frame; 
vector<Mat> Phi_Frame_GPU; 
vector<Mat> Phi_Frame_CPU; 
 
 
//Deklarasi Prosedur dan Fungsi 
__global__ void dx(double *d_phi, double *d_dx, int rows, int col); 
__global__ void dxplus(double *d_phi, double *d_dxplus, int rows, int col); 
__global__ void dxminus(double *d_phi, double *d_dxminus, int rows, int col); 
__global__ void dxplusy(double *d_phi, double *d_dxplusy, int rows, int col); 
__global__ void dxminusy(double *d_phi, double *d_dxminusy, int rows, int col); 
__global__ void maxdxplus(double *d_dxplus, double *d_maxdxplus, int rows, int 
col); 
__global__ void maxminusdxminus(double *d_dxminus, double *d_maxminusdxminus, 
int rows, int col); 
__global__ void mindxplus(double *d_dxplus, double *d_mindxplus, int rows, int 
col); 
__global__ void minminusdxminus(double *d_dxminus, double *d_minminusdxminus, 
int rows, int col); 
 
__global__ void dy(double *d_phi, double *d_dy, int rows, int col); 
__global__ void dyplus(double *d_phi, double *d_dyplus, int rows, int col); 
__global__ void dyminus(double *d_phi, double *d_dyminus, int rows, int col); 
__global__ void dyplusx(double *d_phi, double *d_dyplusx, int rows, int col); 
__global__ void dyminusx(double *d_phi, double *d_dyminusx, int rows, int col); 
__global__ void maxdyplus(double *dyplus, double *d_maxdyplus, int rows, int 
col); 
__global__ void maxminusdyminus(double *d_dyminus, double *d_maxminusdyminus, 
int rows, int col); 
__global__ void mindyplus(double *dyplus, double *d_mindyplus, int rows, int 
col); 
__global__ void minminusdyminus(double *d_dyminus, double *d_minminusdyminus, 
int rows, int col); 
 
__global__ void gradphimax(double *d_gradphimax, double *d_maxdxplus, double 
*d_maxminusdxminus, double *d_maxdyplus, double *d_maxminusdyminus, int rows, 
int col); 
__global__ void gradphimin(double *d_gradphimin, double *d_mindxplus, double 
*d_minminusdxminus, double *d_mindyplus, double *d_minminusdyminus, int rows, 
int col); 
 
__global__ void nplusx(double *d_nplusx, double *d_dxplus, double *d_dyplusx, 
double *d_dy, float eps, int rows, int col); 
__global__ void nplusy(double *d_nplusy, double *d_dyplus, double *d_dxplusy, 
double *d_dx, float eps, int rows, int col); 
__global__ void nminusx(double *d_nminusx, double *d_dxminus, double 
*d_dyminusx, double *d_dy, float eps, int rows, int col); 
__global__ void nminusy(double *d_nminusy, double *d_dyminus, double 
*d_dxminusy, double *d_dx, float eps, int rows, int col); 
 
__global__ void curvature(double *d_curvature, double *d_nplusx, double 
*d_nminusx, double *d_nplusy, double *d_nminusy, int rows, int col); 
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__global__ void F(double *d_F, double *d_D,double *d_curvature, double aplha, 
int rows, int col); 
__global__ void gradphi(double *d_gradphi, double *d_F, double *d_gradphimax, 
double *d_gradphimin, int rows, int col); 
__global__ void update_phi(double *d_phi_new, double *d_phi_old, double *d_F, 
double *d_gradphi, double dt, int rows, int col); 
__global__ void copy_data(double *d_new, double *d_old, int rows, int col); 
 
 
void ambil_citra(Mat imagesrc, Mat *imagedst, Mat mask, int imageH, int 
imageW); 
void init_phi(Mat image, int init); 
void readvideo(char nama[30], double *TotalFrame, int *width, int *height, 
double *FPS); 
void displayVideo(vector<Mat> videoframes); 
void WriteVideoGPU(double TotalFrame, int width, int height, double FPS); 
void WriteVideoCPU(double TotalFrame, int width, int height, double FPS); 
void InisialisaiD(Mat tempD); 
void Alokasi_Memori_GPU(); 
void Alokasi_Memori_CPU(); 
void save_to_file(double *data, const char *name); 
void Free_Memory_GPU(); 
void Free_Memory_CPU(); 
void update_phi(); 
void update_phi_GPU(); 
void Image_Segmentation_CPU(int iterasi); 
void Image_Segmentation_GPU(int iterasi); 
void SegmentasiVideo_LevelSet_CPU(); 
void SegmentasiVideo_LevelSet_GPU(); 
 
 
int main() 
{ 
 char nama_video[30]; 
 int masukan; 
 //=====Variabel atribut video=====// 
 int  width = 0, height = 0; 
 double FPS = 0, totalframes = 0; 
 N = 0; 
 
 do 
 { 
  system("cls"); 
  printf("\t\t\tLevel Set Video Segmentation\n\n"); 
 
 printf("****************************************************************
*****\n"); 
   
  printf("\n[CPU Specification]\n"); 
  printf("NAME\t: Intel<R> Core<TM> i7-3770K CPU @ 3.50GHz\n"); 
  printf("MEMORY\t: 16384 MB\n\n"); 
   
  printf("\n[GPU Specification]\n"); 
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  printf("NAME\t: NVIDIA GeForce GTX 660\n"); 
  printf("MEMORY\t: 2021 MB\n\n"); 
   
 
 printf("****************************************************************
*****\n"); 
 
  printf("\t\t<--------------MENU-------------->"); 
  printf("\n\t\t<---  1. Input Video          --->"); 
  printf("\n\t\t<---  2. Segmentasi Video CPU  -->"); 
  printf("\n\t\t<---  3. Segmentasi Video GPU  -->"); 
  printf("\n\t\t<---  0. Keluar                -->"); 
   
  printf("\n\n##---------------------------------------------------
---------------\n"); 
  printf("Masukkan Menu : ");scanf("%d",&masukan); 
  printf("##-------------------------------------------------------
-----------\n"); 
 
  switch (masukan) 
  { 
  case 1: //printf("\n\n=========MEMBACA VIDEO==========\n"); 
    printf("\nMasukkan Nama Video\t:  
");scanf("%s",&nama_video); 
    readvideo(nama_video,&totalframes, &width, &height, 
&FPS);//read video and input frame to Images_Frame 
  
    imageW = width; 
    imageH = height; 
    N = imageH * imageW; 
 
    //displayVideo(Images_Frame); 
 
    getch(); 
    break; 
 
  case 2: if(N==0) 
    { 
     printf("\nSilahkan Pilih Video Terlebih 
Dahulu\n"); 
    } 
    else 
    { 
     printf("\n\n=========SEGMENTASI CITRA PADA 
VIDEO (CPU)==========\n"); 
     do 
     { 
      printf("Masukkan Jumlah Iterasi yang 
Diinginkan\t: ");scanf("%d",&iterasi); 
     } while (iterasi<1); 
     do 
     { 
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      printf("Masukkan Inisialisasi 
Segmentasi\t: ");scanf("%d",&inisialisasi); 
     } while (inisialisasi<1); 
     do 
     { 
      printf("Masukkan Nilai Threshold\t\t: 
");scanf("%d",&thres); 
     } while (thres<0); 
     printf("\n"); 
     SegmentasiVideo_LevelSet_CPU(); 
     WriteVideoCPU(totalframes, width, height, 
FPS); 
     printf("\nVideo telah tersimpan\n"); 
 
    } 
    getch(); 
    break; 
 
  case 3: if(N==0) 
    { 
     printf("\nSilahkan Pilih Video Terlebih 
Dahulu\n"); 
    } 
    else 
    { 
     printf("\n\n=========SEGMENTASI CITRA PADA 
VIDEO (GPU)==========\n"); 
     do 
     { 
      printf("Masukkan Jumlah Iterasi yang 
Diinginkan\t: ");scanf("%d",&iterasi); 
     } while (iterasi<1); 
     do 
     { 
      printf("Masukkan Inisialisasi 
Segmentasi\t: ");scanf("%d",&inisialisasi); 
     } while (inisialisasi<1); 
     do 
     { 
      printf("Masukkan Nilai Threshold\t\t: 
");scanf("%d",&thres); 
     } while (thres<0); 
     printf("\n\n"); 
     SegmentasiVideo_LevelSet_GPU(); 
     WriteVideoGPU(totalframes, width, height, 
FPS); 
     printf("\nVideo telah tersimpan\n"); 
    } 
    getch(); 
    break; 
     
  } 
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 } while (masukan != 0); 
 
 waitKey(0); 
 
 return 0; 
} 
 
//////////////////////////////////dx///////////////////////////////////////////
// 
__global__ void dx(double *d_phi, double *d_dx, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
 double left, right; 
 
 if(x < col && y<rows) 
 { 
  if(x == 0) 
  { 
   left = 0.0; 
   right = d_phi[index + 1]; 
  } 
 
  else if(x == col - 1) 
  { 
   left = d_phi[index - 1]; 
   right = 0.0; 
  } 
  else 
  { 
   left = d_phi[index - 1]; 
   right = d_phi[index + 1]; 
  } 
 
  d_dx[index] = (right - left)/2.0; 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void dxplus(double *d_phi, double *d_dxplus, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
 double right; 
 
 if(x < col && y<rows) 
 { 
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  if(x == col - 1) 
  { 
   right = 0; 
  } 
  else 
  { 
   right = d_phi[index + 1]; 
  } 
 
  d_dxplus[index] = right - d_phi[index]; 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void dxminus(double *d_phi, double *d_dxminus, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
 double left; 
 
 if(x < col && y<rows) 
 { 
  if(x == 0) 
  { 
   left = 0; 
  } 
  else 
  { 
   left = d_phi[index - 1]; 
  } 
 
  d_dxminus[index] = d_phi[index] - left; 
 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void dxplusy(double *d_phi, double *d_dxplusy, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 double r_bottom, l_bottom; 
 
 if(x < col && y<rows) 
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 { 
  if(y == rows - 1) 
  { 
   r_bottom = 0; 
   l_bottom = 0; 
  } 
 
  else if(x==0) 
  { 
   l_bottom = 0; 
   r_bottom = d_phi[index + 1 + col]; 
  } 
  else if (x == col - 1) 
  { 
   l_bottom = d_phi[index - 1 + col]; 
   r_bottom = 0; 
  } 
  else 
  { 
   l_bottom = d_phi[index - 1 + col]; 
   r_bottom = d_phi[index + 1 + col]; 
  } 
 
  d_dxplusy[index] = (r_bottom - l_bottom)/2; 
 
 } 
  
 __syncthreads(); 
} 
 
__global__ void dxminusy(double *d_phi, double *d_dxminusy, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 double r_top, l_top; 
 
 if(x < col && y<rows) 
 { 
  if(y == 0) 
  { 
   r_top = 0; 
   l_top = 0; 
  } 
 
  else if(x == 0) 
  { 
   l_top = 0; 
   r_top = d_phi[index + 1 - col]; 
  } 
  else if (x == col - 1) 
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  { 
   l_top = d_phi[index - 1 - col]; 
   r_top = 0; 
  } 
  else 
  { 
   l_top = d_phi[index - 1 - col]; 
   r_top = d_phi[index + 1 - col]; 
  } 
 
  d_dxminusy[index] = (r_top - l_top)/2; 
 } 
  
 __syncthreads(); 
 
} 
 
__global__ void maxdxplus(double *d_dxplus, double *d_maxdxplus, int rows, int 
col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  if (d_dxplus[index] < 0) 
  { 
   d_maxdxplus[index] = 0; 
  } 
  else 
  { 
   d_maxdxplus[index] = (d_dxplus[index] * d_dxplus[index]); 
  } 
 
 } 
 
 __syncthreads(); 
} 
 
__global__ void maxminusdxminus(double *d_dxminus, double *d_maxminusdxminus, 
int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 
 if(x < col && y<rows) 
 { 
  if (-(d_dxminus[index]) < 0) 
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  { 
   d_maxminusdxminus[index] = 0; 
  } 
  else 
  { 
   d_maxminusdxminus[index] = (d_dxminus[index] * 
d_dxminus[index]); 
  } 
 } 
 
 __syncthreads(); 
} 
 
__global__ void mindxplus(double *d_dxplus, double *d_mindxplus, int rows, int 
col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  if (d_dxplus[index] > 0) 
  { 
   d_mindxplus[index] = 0; 
  } 
  else 
  { 
   d_mindxplus[index] = (d_dxplus[index] * d_dxplus[index]); 
  } 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void minminusdxminus(double *d_dxminus, double *d_minminusdxminus, 
int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  if (-(d_dxminus[index]) > 0) 
  { 
   d_minminusdxminus[index] = 0; 
  } 
  else 
  { 
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   d_minminusdxminus[index] = (d_dxminus[index] * 
d_dxminus[index]); 
  } 
 } 
 
 __syncthreads(); 
} 
 
/////////////////////////DY/////////////////////////// 
 
__global__ void dy(double *d_phi, double *d_dy, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
 
 double top, bottom; 
  
 if(x < col && y<rows) 
 { 
  if(y == 0) 
  { 
   top = 0; 
   bottom = d_phi[index + col]; 
  } 
 
  else if(y == rows - 1) 
  { 
   top = d_phi[index - col]; 
   bottom = 0; 
  } 
  else 
  { 
   top = d_phi[index - col]; 
   bottom = d_phi[index + col]; 
  } 
 
  d_dy[index] = (bottom - top)/2; 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void dyplus(double *d_phi, double *d_dyplus, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 double bottom; 
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 if(x < col && y<rows) 
 { 
  if(y == rows - 1) 
  { 
   bottom = 0; 
  } 
  else 
  { 
   bottom = d_phi[index + col]; 
  } 
 
  d_dyplus[index] = bottom - d_phi[index]; 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void dyminus(double *d_phi, double *d_dyminus, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 double top; 
 
 if(x < col && y<rows) 
 { 
 
  if(y == 0) 
  { 
   top = 0; 
  } 
  else 
  { 
   top = d_phi[index - col]; 
  } 
 
  d_dyminus[index] = d_phi[index] - top; 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void dyplusx(double *d_phi, double *d_dyplusx, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
 
 
151 
 
  
 double t_right, b_right; 
 
 if(x < col && y<rows) 
 { 
 
  if(x == col - 1) 
  { 
   t_right = 0; 
   b_right = 0; 
  } 
  else if(y == 0) 
  { 
   t_right = 0; 
   b_right = d_phi[index + 1 + col]; 
  } 
  else if(y == rows - 1) 
  { 
   t_right = d_phi[index + 1 - col]; 
   b_right = 0; 
  } 
  else 
  { 
   t_right = d_phi[index + 1 - col]; 
   b_right = d_phi[index + 1 + col]; 
  } 
 
  d_dyplusx[index] = (b_right - t_right)/2; 
 } 
 
 __syncthreads(); 
} 
 
__global__ void dyminusx(double *d_phi, double *d_dyminusx, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 double t_left, b_left; 
 
 if(x < col && y<rows) 
 { 
  if(x == 0) 
  { 
   t_left = 0; 
   b_left = 0; 
  } 
  else if(y == 0) 
  { 
   t_left = 0; 
   b_left = d_phi[index - 1 + col]; 
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  } 
  else if(y == rows - 1) 
  { 
   t_left = d_phi[index - 1 - col]; 
   b_left = 0; 
  } 
  else 
  { 
   t_left = d_phi[index - 1 - col]; 
   b_left = d_phi[index - 1 + col]; 
  } 
 
  d_dyminusx[index] = (b_left - t_left)/2; 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void maxdyplus(double *dyplus, double *d_maxdyplus, int rows, int 
col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  if(dyplus[index] < 0) 
  { 
   d_maxdyplus[index] = 0; 
  } 
  else 
  { 
   d_maxdyplus[index] = (dyplus[index] * dyplus[index]); 
  } 
 } 
 
 __syncthreads(); 
} 
 
__global__ void maxminusdyminus(double *d_dyminus, double *d_maxminusdyminus, 
int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  if(-(d_dyminus[index]) < 0) 
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  { 
   d_maxminusdyminus[index] = 0; 
  } 
  else 
  { 
   d_maxminusdyminus[index] = (d_dyminus[index] * 
d_dyminus[index]); 
  } 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void mindyplus(double *dyplus, double *d_mindyplus, int rows, int 
col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  if(dyplus[index] > 0) 
  { 
   d_mindyplus[index] = 0; 
  } 
  else 
  { 
   d_mindyplus[index] = (dyplus[index] * dyplus[index]); 
  } 
 } 
 
 __syncthreads(); 
} 
 
__global__ void minminusdyminus(double *d_dyminus, double *d_minminusdyminus, 
int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  if(-(d_dyminus[index]) > 0) 
  { 
   d_minminusdyminus[index] = 0; 
  } 
  else 
  { 
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   d_minminusdyminus[index] = (d_dyminus[index] * 
d_dyminus[index]); 
  } 
 } 
 
 __syncthreads(); 
  
} 
 
 
////////////////////////////////gradphimaxmin//////////////////////////////////
// 
__global__ void gradphimax(double *d_gradphimax, double *d_maxdxplus, double 
*d_maxminusdxminus, double *d_maxdyplus, double *d_maxminusdyminus, int rows, 
int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  d_gradphimax[index] = 
sqrt((sqrt(d_maxdxplus[index]+d_maxminusdxminus[index]))*(sqrt(d_maxdxplus[inde
x]+d_maxminusdxminus[index])) + 
(sqrt(d_maxdyplus[index]+d_maxminusdyminus[index]))*(sqrt(d_maxdyplus[index]+d_
maxminusdyminus[index]))); 
 } 
  
 __syncthreads(); 
} 
 
__global__ void gradphimin(double *d_gradphimin, double *d_mindxplus, double 
*d_minminusdxminus, double *d_mindyplus, double *d_minminusdyminus,int rows, 
int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  d_gradphimin[index] = 
sqrt((sqrt(d_mindxplus[index]+d_minminusdxminus[index]))*(sqrt(d_mindxplus[inde
x]+d_minminusdxminus[index])) + 
(sqrt(d_mindyplus[index]+d_minminusdyminus[index]))*(sqrt(d_mindyplus[index]+d_
minminusdyminus[index]))); 
 } 
 
 __syncthreads(); 
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} 
 
 
//////////////////////n////////////////////////////////////// 
__global__ void nplusx(double *d_nplusx, double *d_dxplus, double *d_dyplusx, 
double *d_dy, float eps, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  d_nplusx[index] = d_dxplus[index]/sqrt(eps + 
(d_dxplus[index]*d_dxplus[index]) + 
((d_dyplusx[index]+d_dy[index])*(d_dyplusx[index]+d_dy[index])*0.25)); 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void nplusy(double *d_nplusy, double *d_dyplus, double *d_dxplusy, 
double *d_dx, float eps, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  d_nplusy[index] = d_dyplus[index]/sqrt(eps + 
(d_dyplus[index]*d_dyplus[index]) + 
((d_dxplusy[index]+d_dx[index])*(d_dxplusy[index]+d_dx[index])*0.25)); 
 } 
 
 __syncthreads(); 
  
} 
 
__global__ void nminusx(double *d_nminusx, double *d_dxminus, double 
*d_dyminusx, double *d_dy, float eps, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
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  d_nminusx[index] = d_dxminus[index]/sqrt(eps + 
(d_dxminus[index]*d_dxminus[index]) + 
((d_dyminusx[index]+d_dy[index])*(d_dyminusx[index]+d_dy[index])*0.25)); 
 } 
 
 __syncthreads(); 
} 
 
__global__ void nminusy(double *d_nminusy, double *d_dyminus, double 
*d_dxminusy, double *d_dx, float eps, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  d_nminusy[index] = d_dyminus[index]/sqrt(eps + 
(d_dyminus[index]*d_dyminus[index]) + 
((d_dxminusy[index]+d_dx[index])*(d_dxminusy[index]+d_dx[index])*0.25)); 
 } 
  
 __syncthreads(); 
} 
 
//curvature 
__global__ void curvature(double *d_curvature, double *d_nplusx, double 
*d_nminusx, double *d_nplusy, double *d_nminusy, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  d_curvature[index] = ((d_nplusx[index]-
d_nminusx[index])+(d_nplusy[index]-d_nminusy[index]))/2; 
 } 
  
 __syncthreads(); 
} 
 
///F 
__global__ void F(double *d_F, double *d_D,double *d_curvature, double aplha, 
int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
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 if(x < col && y<rows) 
 { 
  d_F[index] = -(aplha * d_D[index]) + ((1 - aplha) * 
d_curvature[index]); 
 } 
 __syncthreads(); 
  
} 
 
//gradphi 
__global__ void gradphi(double *d_gradphi, double *d_F, double *d_gradphimax, 
double *d_gradphimin, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  if(d_F[index] > 0) 
  { 
   d_gradphi[index] = d_gradphimax[index]; 
  } 
  else 
  { 
   d_gradphi[index] = d_gradphimin[index]; 
  } 
 } 
 
 __syncthreads(); 
  
} 
 
//update phi 
__global__ void update_phi(double *d_phi_new, double *d_phi_old, double *d_F, 
double *d_gradphi, double dt, int rows, int col) 
{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
 
 if(x < col && y<rows) 
 { 
  d_phi_new[index] = d_phi_old[index] + dt * d_F[index] * 
d_gradphi[index]; 
 } 
 
 __syncthreads(); 
} 
 
__global__ void copy_data(double *d_new, double *d_old, int rows, int col) 
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{ 
 int x =threadIdx.x + blockIdx.x*blockDim.x; 
 int y =threadIdx.y + blockIdx.y*blockDim.y; 
 
 int index = x+ y*col;  
  
 if(x < col && y<rows) 
 { 
  d_new[index] = d_old[index]; 
 } 
 
 __syncthreads(); 
  
} 
 
 
 
void ambil_citra(Mat imagesrc, Mat *imagedst, Mat mask, int imageH, int imageW) 
{ 
 //Konversi citra 8UC1 ke 64FC1 agar piksel pada citra dapat diolah 
 imagesrc.convertTo(imagesrc, CV_64FC1); 
 (*imagedst).convertTo((*imagedst), CV_64FC1); 
 mask.convertTo(mask, CV_64FC1); 
 
 //Inisialisasi citra hasil 
 for (int y = 0; y < imageW; y++) 
 { 
  for (int x = 0; x < imageH; x++) 
  {    
   (*imagedst).at<double>(x,y) = 255.0; 
 
  } 
 } 
 
 //Proses pengambilan citra asli berdasarkan mask 
 for (int y = 0; y < imageW; y++) 
 { 
  for (int x = 0; x < imageH; x++) 
  { 
   if(mask.at<double>(x,y) != 255.0) 
   { 
    (*imagedst).at<double>(x,y) = 
imagesrc.at<double>(x,y); 
   } 
    
  } 
 } 
 
 //konversi citra tipe 64FC1 ke 8UC1 
 imagesrc.convertTo(imagesrc, CV_8UC1); 
 (*imagedst).convertTo((*imagedst), CV_8UC1); 
 mask.convertTo(mask, CV_8UC1); 
 //imshow("ambil",imagedst); 
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} 
 
void init_phi(Mat image, int init) 
{ 
  
 double *mask; 
 mask = (double *)malloc(imageH*imageW*sizeof(double)); 
 
 Mat mask_image; 
 mask_image = image.clone(); 
 
 //--Konversi citra dari tipe uchar 8 bit dan 1 channel ke tipe float 64 
bit 1 channel 
 mask_image.convertTo(mask_image,CV_64FC1); 
 
 //--Mengubah nilai piksel dari citra 
 for (int y = 0; y < imageW; y++) 
 { 
  for (int x = 0; x < imageH; x++) 
  { 
 
   if(y>=(imageW/init) && y<(imageW/init)*(init-1) && 
x>=(imageH/init) && x<(imageH/init)*(init-1)) 
   {  
    mask_image.at<double>(x,y) = 0.0; 
   } 
   else 
   { 
    mask_image.at<double>(x,y) = 255.0; 
   } 
    
  } 
 } 
 
 //--Konversi Citra 2 Dimensi ke Array 1 Dimensi 
 for (int y = 0; y < imageW; y++) 
 { 
  for (int x = 0; x < imageH; x++) 
  { 
   int i1 = y + x * imageW; 
 
   mask[i1] = mask_image.at<double>(x,y); 
  } 
 } 
 
 //--Konversi citra dari tipe float 64 bit 1 channel ke tipe uchar 8 bit 
dan 1 channel 
 mask_image.convertTo(mask_image,CV_8UC1); 
  
 
 for(int i = 0; i < imageH; i++) 
 { 
  for (int j = 0; j < imageW; j++) 
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  { 
   int i1 = i*imageW+j; 
 
   if(mask[i1] > 0) 
   { 
    phi[i1] = mask[i1];//0.5*sqrt(abs(mask[i1])); 
   } 
   else 
   { 
    phi[i1] = -mask[i1];//c -0.5*sqrt(abs(mask[i1])); 
   } 
  } 
 } 
 
 //--Konversi citra dari tipe uchar 8 bit dan 1 channel ke tipe float 64 
bit 1 channel 
 mask_image.convertTo(mask_image, CV_64FC1); 
 
 //--Konversi Array 1 Dimensi ke Citra 2 Dimensi 
 for (int y = 0; y < imageW; y++) 
 { 
  for (int x = 0; x < imageH; x++) 
  { 
   int i1 = y + x * imageW; 
 
   mask_image.at<double>(x,y) = phi[i1];  
  } 
 } 
 
 //--Konversi citra dari tipe float 64 bit 1 channel ke tipe uchar 8 bit 
dan 1 channel 
 mask_image.convertTo(mask_image,CV_8UC1); 
 //imshow("phi",mask_image); 
 
 free(mask); 
 
} 
 
void readvideo(char nama[30], double *TotalFrame, int *width, int *height, 
double *FPS) 
{ 
 Mat temp_gray; 
 
 //VideoCapture cap("video.mp4"); 
 VideoCapture cap(nama); 
 if(!cap.isOpened()) 
 { 
  printf("Video tidak dapat diinput (video tidak ada didalam 
project)\n"); 
  //exit(-1); 
   *TotalFrame = 0; 
   *width = 0; 
   *height = 0; 
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   *FPS = 0; 
 } 
 else 
 { 
  *TotalFrame = cap.get(CV_CAP_PROP_FRAME_COUNT); 
 
   // Get the width/height and the FPS of the vide 
   *width = static_cast<int>(cap.get(CV_CAP_PROP_FRAME_WIDTH)); 
   *height = static_cast<int>(cap.get(CV_CAP_PROP_FRAME_HEIGHT)); 
   *FPS = cap.get(CV_CAP_PROP_FPS); 
   
 
   cv::Mat image, img_clone; 
 
   while(true) { 
    cap >> image; 
    if(image.empty()) { 
     //printf("Can't read frames from your camera\n"); 
     break; 
    } 
    img_clone = image.clone(); 
   cvtColor(img_clone, temp_gray, CV_RGB2GRAY); 
   Images_Frame.push_back(temp_gray.clone()); 
   
   }  
 
   printf("\n\nDeskripsi Video: \n"); 
   printf("Nama Video\t: %s\n\n",nama); 
   printf("Ukuran Frame\nWidth \t\t:%d\nHeight \t\t:%d\n", 
(*width), (*height)); 
   printf("Total Frame \t:%lf\nFPS \t\t:%lf\n", (*TotalFrame), 
(*FPS)); 
 
 } 
 
} 
 
void displayVideo(vector<Mat> videoframes) 
{ 
 Mat tempframe; 
 //int ind = 0; 
 
 while(!videoframes.empty()) //Show the image captured in the window and 
repeat 
    { 
  //printf("%d\n",ind); 
        tempframe = videoframes.back(); 
        imshow("video", tempframe); 
        videoframes.pop_back(); 
        waitKey(20); // waits to display frame 
  //ind++; 
    } 
} 
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void WriteVideoGPU(double TotalFrame, int width, int height, double FPS) 
{ 
 Mat tempframe, newss; 
 
 // Open a video file for writing (the MP4V codec works on OS X and 
Windows) 
 //VideoWriter out("output.mov", CV_FOURCC('m','p', '4', 'v'), FPS, 
Size(width, height)); 
 VideoWriter out("output_gpu.mov", CV_FOURCC('m','p', '4', 'v'), FPS, 
Size(width, height)); 
     if(!out.isOpened()) { 
         printf("Error! Unable to open video file for output."); 
         exit(-1); 
     } 
 
  for (vector<Mat>::iterator iter = Phi_Frame_GPU.begin(); iter != 
Phi_Frame_GPU.end(); iter++) 
  { 
   tempframe = *iter; 
   cvtColor(tempframe,newss,CV_GRAY2RGB);  
   out << newss; 
  } 
   
 
} 
 
void InisialisaiD(Mat tempD) 
{ 
 Mat initD; 
 
 initD = tempD.clone(); 
 initD.convertTo(initD, CV_64FC1); 
 
 for (int y = 0; y < imageW; y++) 
 { 
  for (int x = 0; x < imageH; x++) 
  { 
   int i1 = y + x * imageW; 
 
   D[i1] = initD.at<double>(x,y); 
  } 
 } 
 
 for (int i = 0; i < N; i++) 
 { 
  D[i] = EPSILON - abs(D[i] - thres); 
 } 
} 
 
void Alokasi_Memori_GPU() 
{ 
 phi = (double *)malloc(imageH*imageW*sizeof(double)); 
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 D = (double *)malloc(imageH*imageW*sizeof(double)); 
  
 //Alokasi Cuda Memory 
 cudaMalloc((void**)&d_dx,N*sizeof(double)); 
 cudaMalloc((void**)&d_dxplus,N*sizeof(double)); 
 cudaMalloc((void**)&d_dxminus,N*sizeof(double)); 
 cudaMalloc((void**)&d_dxplusy,N*sizeof(double)); 
 cudaMalloc((void**)&d_dxminusy,N*sizeof(double)); 
 cudaMalloc((void**)&d_maxdxplus,N*sizeof(double)); 
 cudaMalloc((void**)&d_maxminusdxminus,N*sizeof(double)); 
 cudaMalloc((void**)&d_mindxplus,N*sizeof(double)); 
 cudaMalloc((void**)&d_minminusdxminus,N*sizeof(double)); 
 
 cudaMalloc((void**)&d_dy,N*sizeof(double)); 
 cudaMalloc((void**)&d_dyplus,N*sizeof(double)); 
 cudaMalloc((void**)&d_dyminus,N*sizeof(double)); 
 cudaMalloc((void**)&d_dyplusx,N*sizeof(double)); 
 cudaMalloc((void**)&d_dyminusx,N*sizeof(double)); 
 cudaMalloc((void**)&d_maxdyplus,N*sizeof(double)); 
 cudaMalloc((void**)&d_maxminusdyminus,N*sizeof(double)); 
 cudaMalloc((void**)&d_mindyplus,N*sizeof(double)); 
 cudaMalloc((void**)&d_minminusdyminus,N*sizeof(double)); 
  
 
 cudaMalloc((void**)&d_nplusx,N*sizeof(double)); 
 cudaMalloc((void**)&d_nplusy,N*sizeof(double)); 
 cudaMalloc((void**)&d_nminusx,N*sizeof(double)); 
 cudaMalloc((void**)&d_nminusy,N*sizeof(double)); 
 cudaMalloc((void**)&d_gradphimax,N*sizeof(double)); 
 cudaMalloc((void**)&d_gradphimin,N*sizeof(double)); 
 cudaMalloc((void**)&d_curvature,N*sizeof(double)); 
 cudaMalloc((void**)&d_F,N*sizeof(double)); 
 cudaMalloc((void**)&d_gradphi,N*sizeof(double)); 
 cudaMalloc((void**)&d_phi,N*sizeof(double)); 
 cudaMalloc((void**)&d_phi_new,N*sizeof(double)); 
 cudaMalloc((void**)&d_D,N*sizeof(double)); 
} 
 
void Free_Memory_GPU() 
{ 
 //Free Memory 
 cudaFree(d_dx); 
 cudaFree(d_dxplus); 
 cudaFree(d_dxminus); 
 cudaFree(d_dxplusy); 
 cudaFree(d_dxminusy); 
 cudaFree(d_maxdxplus); 
 cudaFree(d_maxminusdxminus); 
 cudaFree(d_mindxplus); 
 cudaFree(d_minminusdxminus); 
 
 cudaFree(d_dy); 
 cudaFree(d_dyplus); 
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 cudaFree(d_dyminus); 
 cudaFree(d_dyplusx); 
 cudaFree(d_dyminusx); 
 cudaFree(d_maxdyplus); 
 cudaFree(d_maxminusdyminus); 
 cudaFree(d_mindyplus); 
 cudaFree(d_minminusdyminus); 
 
 cudaFree(d_nplusx); 
 cudaFree(d_nplusx); 
 cudaFree(d_nminusx); 
 cudaFree(d_nminusy); 
 cudaFree(d_gradphimax); 
 cudaFree(d_gradphimin); 
 cudaFree(d_curvature); 
 cudaFree(d_F); 
 cudaFree(d_D); 
 cudaFree(d_gradphi); 
 cudaFree(d_phi); 
 cudaFree(d_phi_new); 
  
 free(phi); 
 free(D); 
} 
 
void save_to_file(double *data, const char *name) 
{ 
 FILE *fp; 
 if((fp=fopen(name,"w")) == NULL) 
 { 
  printf("Cannot Open file.\n"); 
  exit(1); 
 } 
 for (int row = 0; row < imageW; row++) 
 { 
  for (int col = 0; col < imageH; col++) 
  { 
   /*Write To file*/ 
   fprintf(fp, " %4.4f ", data[((imageW-1)-row)*imageH+col]); 
   fprintf(fp,"\t"); 
  } 
  fprintf(fp,"\n"); 
 } 
 //printf("Write file .. %s SUKSES......\n", name); 
 
} 
 
void Alokasi_Memori_CPU() 
{ 
 phi = (double *)malloc(imageH*imageW*sizeof(double)); 
 D = (double *)malloc(imageH*imageW*sizeof(double)); 
 
 //========DX=======// 
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 h_dx = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_dxplus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_dxminus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_dxplusy = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_dxminusy = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_maxdxplus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_maxminusdxminus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_mindxplus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_minminusdxminus = (double *)malloc(imageH*imageW*sizeof(double)); 
 
 //========DY=======// 
 h_dy = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_dyplus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_dyminus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_dyplusx = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_dyminusx = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_maxdyplus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_maxminusdyminus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_mindyplus = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_minminusdyminus = (double *)malloc(imageH*imageW*sizeof(double)); 
 
 //====Gradien Phi=====// 
 h_gradphimax = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_gradphimin = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_gradphi = (double *)malloc(imageH*imageW*sizeof(double)); 
 
 //====n=======// 
 h_nplusx = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_nplusy = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_nminusx = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_nminusy = (double *)malloc(imageH*imageW*sizeof(double)); 
 
 h_curvature = (double *)malloc(imageH*imageW*sizeof(double)); 
 h_F = (double *)malloc(imageH*imageW*sizeof(double)); 
} 
 
void Free_Memory_CPU() 
{ 
 //=======DX======// 
 free(h_dx); 
 free(h_dxplus); 
 free(h_dxminus); 
 free(h_dxminusy); 
 free(h_dxplusy); 
 free(h_maxdxplus); 
 free(h_maxminusdxminus); 
 free(h_mindxplus); 
 free(h_minminusdxminus); 
  
 //=======DX======// 
 free(h_dy); 
 free(h_dyplus); 
 free(h_dyminus); 
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 free(h_dyplusx); 
 free(h_dyminusx); 
 free(h_maxdyplus); 
 free(h_maxminusdyminus); 
 free(h_mindyplus); 
 free(h_minminusdyminus); 
 
 //====Gradien Phi=====// 
 free(h_gradphi); 
 free(h_gradphimax); 
 free(h_gradphimin); 
 
 //====n=======// 
 free(h_nplusx); 
 free(h_nplusy); 
 free(h_nminusx); 
 free(h_nminusy); 
 
 free(h_F); 
 free(h_curvature); 
 free(D); 
 free(phi); 
} 
 
void update_phi() 
{ 
 //=========================DX======================== 
 //dx 
 double phi_ip1 = 0.0; 
 double phi_im1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
    
   if(i == 0) 
   { 
    phi_im1 = 0; 
    phi_ip1 = phi[i1 + 1]; 
   } 
   else if(i==imageW-1) 
   { 
    phi_ip1=0; 
    phi_im1 = phi[i1 - 1]; 
   } 
 
   else //if(i!=0 || i!= imageH-1) 
   { 
    phi_im1 = phi[i1 - 1]; 
    phi_ip1 = phi[i1 + 1]; 
   } 
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   h_dx[i1] = (phi_ip1 - phi_im1)/2; 
    
  } 
 } 
 
 //dxplus  
 phi_ip1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
    
   if(i ==  imageW-1) 
   { 
    phi_ip1=0.0; 
   } 
   else 
   { 
    phi_ip1 = phi[i1 + 1]; 
   } 
 
   h_dxplus[i1] = phi_ip1 - phi[i1]; 
    
  } 
 } 
 
 //dxminus 
 phi_im1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
    
   if(i==0) 
   { 
    phi_im1=0; 
   } 
    
   else 
   { 
    phi_im1 = phi[i1 - 1]; 
   } 
 
   h_dxminus[i1] = phi[i1] - phi_im1; 
    
  } 
 } 
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 //dxplusy  
 double phi_ip1_jp1 = 0.0; 
 double phi_im1_jp1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
 
   if(j == imageH - 1) 
   { 
    phi_ip1_jp1 = 0.0; 
    phi_im1_jp1 = 0.0; 
   } 
 
   else if(i == 0) 
   { 
    phi_ip1_jp1 = phi[i1 + 1 + imageW]; 
    phi_im1_jp1 = 0.0; 
   } 
 
   else if(i == imageW - 1) 
   { 
    phi_ip1_jp1 = 0.0; 
    phi_im1_jp1 = phi[i1 - 1 + imageW]; 
   } 
    
   else 
   { 
    phi_ip1_jp1 = phi[i1 + 1 + imageW]; 
    phi_im1_jp1 = phi[i1 - 1 + imageW]; 
   } 
 
   h_dxplusy[i1] = (phi_ip1_jp1 - phi_im1_jp1)/2; 
  } 
 } 
 
 //dxminusy 
 double phi_ip1_jm1 = 0.0; 
 double phi_im1_jm1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
 
   if(j == 0) 
   { 
    phi_ip1_jm1 = 0.0; 
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    phi_im1_jm1 = 0.0; 
   } 
 
   else if (i == 0) 
   { 
    phi_ip1_jm1 = phi[i1 + 1 - imageW]; 
    phi_im1_jm1 = 0.0; 
   } 
 
   else if (i == imageW - 1) 
   { 
    phi_ip1_jm1 = 0.0; 
    phi_im1_jm1 = phi[i1 - 1 - imageW]; 
   } 
 
   else 
   { 
    phi_ip1_jm1 = phi[i1 + 1 - imageW]; 
    phi_im1_jm1 = phi[i1 - 1 - imageW]; 
   } 
 
   h_dxminusy[i1] = (phi_ip1_jm1 - phi_im1_jm1)/2; 
  } 
 } 
 
  
 //maxdxplus  
 for (int i = 0; i < N; i++) 
 { 
  h_maxdxplus[i] = h_dxplus[i]; 
 } 
 
 for (int i = 0; i < N; i++) 
 { 
  if(h_maxdxplus[i] < 0) 
  { 
   h_maxdxplus[i] = 0; 
  } 
  else 
  { 
   h_maxdxplus[i] *= h_maxdxplus[i]; 
  } 
 } 
 
 
 //maxminusdxminus  
 for (int i = 0; i < N; i++) 
 { 
  h_maxminusdxminus[i] = -h_dxminus[i]; 
 } 
 
 for (int i = 0; i < N; i++) 
 { 
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  if(h_maxminusdxminus[i] < 0) 
  { 
   h_maxminusdxminus[i] = 0; 
  } 
  else 
  { 
   h_maxminusdxminus[i] *= h_maxminusdxminus[i]; 
  } 
 } 
 
 
 //mindxplus 
 for (int i = 0; i < N; i++) 
 { 
  h_mindxplus[i] = h_dxplus[i]; 
 } 
 
 for (int i = 0; i < N; i++) 
 { 
  if(h_mindxplus[i] > 0) 
  { 
   h_mindxplus[i] = 0; 
  } 
  else 
  { 
   h_mindxplus[i] *= h_mindxplus[i]; 
  } 
 } 
 
 
 //minminusdxminus 
 for (int i = 0; i < N; i++) 
 { 
  h_minminusdxminus[i] = -h_dxminus[i]; 
 } 
 
 for (int i = 0; i < N; i++) 
 { 
  if(h_minminusdxminus[i] > 0) 
  { 
   h_minminusdxminus[i] = 0; 
  } 
  else 
  { 
   h_minminusdxminus[i] *= h_minminusdxminus[i]; 
  } 
 } 
 
 
 //================DY============================// 
 
 //dy  
 double phi_jp1 = 0.0; 
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 double phi_jm1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
    
   if(j == 0) 
   { 
    phi_jm1 = 0.0; 
    phi_jp1 = phi[i1 + imageW]; 
   } 
   else if(j == imageH - 1) 
   { 
    phi_jp1 = 0.0; 
    phi_jm1 = phi[i1 - imageW]; 
   } 
 
   else 
   { 
    phi_jm1 = phi[i1 - imageW]; 
    phi_jp1 = phi[i1 + imageW]; 
   } 
 
   h_dy[i1] = (phi_jp1 - phi_jm1)/2; 
    
  } 
 } 
 
 
 //dyplus  
 phi_jp1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
    
   if(j == imageH - 1) 
   { 
    phi_jp1 = 0; 
   } 
   else 
   { 
    phi_jp1 = phi[i1 + imageW]; 
   } 
 
   h_dyplus[i1] = phi_jp1 - phi[i1]; 
    
  } 
 } 
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 //dyminus 
 phi_jm1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
 
   if(j == 0) 
   { 
    phi_jm1 = 0.0; 
   } 
    
   else 
   { 
    phi_jm1 = phi[i1 - imageW]; 
   } 
 
   h_dyminus[i1] = phi[i1] - phi_jm1; 
    
  } 
 } 
 
 
 //dyplusx 
 phi_ip1_jp1 = 0.0; 
 phi_ip1_jm1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
 
   if(i == imageW - 1) 
   { 
    phi_ip1_jp1 = 0.0; 
    phi_ip1_jm1 = 0.0; 
   } 
 
   else if (j == 0) 
   { 
    phi_ip1_jp1 = phi[i1 + 1 + imageW]; 
    phi_ip1_jm1 = 0.0; 
   } 
 
   else if (j == imageH - 1) 
   { 
    phi_ip1_jp1 = 0.0; 
    phi_ip1_jm1 = phi[i1 + 1 - imageW]; 
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   } 
 
   else 
   { 
    phi_ip1_jp1 = phi[i1 + 1 + imageW]; 
    phi_ip1_jm1 = phi[i1 + 1 - imageW]; 
   } 
 
   h_dyplusx[i1] = (phi_ip1_jp1 - phi_ip1_jm1)/2; 
  } 
 } 
 
 
 //dyminusx 
 phi_im1_jp1 = 0.0; 
 phi_im1_jm1 = 0.0; 
 
 for (int j = 0; j < imageH; j++) 
 { 
  for (int i = 0; i < imageW; i++) 
  { 
   int i1 = j*imageW+i; 
 
   if(i == 0) 
   { 
    phi_im1_jp1 = 0.0; 
    phi_im1_jm1 = 0.0; 
   } 
 
   else if(j == 0) 
   { 
    phi_im1_jp1 = phi[i1 - 1 + imageW]; 
    phi_im1_jm1 = 0.0; 
   } 
 
   else if(j == imageH - 1) 
   { 
    phi_im1_jp1 = 0.0; 
    phi_im1_jm1 = phi[i1 - 1 - imageW]; 
   } 
    
   else 
   { 
    phi_im1_jp1 = phi[i1 - 1 + imageW]; 
    phi_im1_jm1 = phi[i1 - 1 - imageW]; 
   } 
 
   h_dyminusx[i1] = (phi_im1_jp1 - phi_im1_jm1)/2; 
  } 
 } 
 
 
 //maxdyplus 
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 for (int i = 0; i < N; i++) 
 { 
  h_maxdyplus[i] = h_dyplus[i]; 
 } 
 
 for (int i = 0; i < N; i++) 
 { 
  if(h_maxdyplus[i] < 0) 
  { 
   h_maxdyplus[i] = 0; 
  } 
  else 
  { 
   h_maxdyplus[i] *= h_maxdyplus[i]; 
  } 
 } 
 
 
 //maxminusdyminus 
 for (int i = 0; i < N; i++) 
 { 
  h_maxminusdyminus[i] = -h_dyminus[i]; 
 } 
 
 for (int i = 0; i < N; i++) 
 { 
  if(h_maxminusdyminus[i] < 0) 
  { 
   h_maxminusdyminus[i] = 0; 
  } 
  else 
  { 
   h_maxminusdyminus[i] *= h_maxminusdyminus[i]; 
  } 
 } 
 
 
 //mindyplus  
 for (int i = 0; i < N; i++) 
 { 
  h_mindyplus[i] = h_dyplus[i]; 
 } 
 
 for (int i = 0; i < N; i++) 
 { 
  if(h_mindyplus[i] > 0) 
  { 
   h_mindyplus[i] = 0; 
  } 
  else 
  { 
   h_mindyplus[i] *= h_mindyplus[i]; 
  } 
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 } 
 
 
 //minminusdyminus 
 for (int i = 0; i < N; i++) 
 { 
  h_minminusdyminus[i] = -h_dyminus[i]; 
 } 
 
 for (int i = 0; i < N; i++) 
 { 
  if(h_minminusdyminus[i] > 0) 
  { 
   h_minminusdyminus[i] = 0; 
  } 
  else 
  { 
   h_minminusdyminus[i] *= h_minminusdyminus[i]; 
  } 
 } 
 
 
 //====Gradien Phi=====// 
 //gradphimax 
 for (int i = 0; i < N; i++) 
 { 
  h_gradphimax[i] = 
sqrt((sqrt(h_maxdxplus[i]+h_maxminusdxminus[i]))*(sqrt(h_maxdxplus[i]+h_maxminu
sdxminus[i])) + 
(sqrt(h_maxdyplus[i]+h_maxminusdyminus[i]))*(sqrt(h_maxdyplus[i]+h_maxminusdymi
nus[i]))); 
 } 
 
 //gradphimin 
 for (int i = 0; i < N; i++) 
 { 
  h_gradphimin[i] = 
sqrt((sqrt(h_mindxplus[i]+h_minminusdxminus[i]))*(sqrt(h_mindxplus[i]+h_minminu
sdxminus[i])) + 
(sqrt(h_mindyplus[i]+h_minminusdyminus[i]))*(sqrt(h_mindyplus[i]+h_minminusdymi
nus[i]))); 
 } 
 
 
 //====n=======// 
 //nplusx 
 for (int i = 0; i < N; i++) 
 { 
  h_nplusx[i] = h_dxplus[i]/sqrt(FLT_EPSILON + 
(h_dxplus[i]*h_dxplus[i]) + 
((h_dyplusx[i]+h_dy[i])*(h_dyplusx[i]+h_dy[i])*0.25)); 
 } 
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 //nplusy 
 for (int i = 0; i < N; i++) 
 { 
  h_nplusy[i] = h_dyplus[i]/sqrt(FLT_EPSILON + 
(h_dyplus[i]*h_dyplus[i]) + 
((h_dxplusy[i]+h_dx[i])*(h_dxplusy[i]+h_dx[i])*0.25)); 
 } 
 
 //nminusx 
 for (int i = 0; i < N; i++) 
 { 
  h_nminusx[i] = h_dxminus[i]/sqrt(FLT_EPSILON + 
(h_dxminus[i]*h_dxminus[i]) + 
((h_dyminusx[i]+h_dy[i])*(h_dyminusx[i]+h_dy[i])*0.25)); 
 } 
 
 //nminusy 
 for (int i = 0; i < N; i++) 
 { 
  h_nminusy[i] = h_dyminus[i]/sqrt(FLT_EPSILON + 
(h_dyminus[i]*h_dyminus[i]) + 
((h_dxminusy[i]+h_dx[i])*(h_dxminusy[i]+h_dx[i])*0.25)); 
 } 
 //==============================================// 
 
 
 //curvature 
 for (int i = 0; i < N; i++) 
 { 
  h_curvature[i] = ((h_nplusx[i]-h_nminusx[i])+(h_nplusy[i]-
h_nminusy[i]))/2; 
 } 
 
 
 //F 
 for (int i = 0; i < N; i++) 
 { 
  h_F[i] = -(ALPHA * D[i]) + ((1 - ALPHA) * h_curvature[i]); 
 } 
 
 
 //gradphi 
 for (int i = 0; i < N; i++) 
 { 
  if(h_F[i] > 0) 
  { 
   h_gradphi[i] = h_gradphimax[i]; 
  } 
  else 
  { 
   h_gradphi[i] = h_gradphimin[i]; 
  } 
 } 
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 //PHI 
 for (int i = 0; i < N; i++) 
 { 
  phi[i] = phi[i] + DT * h_F[i] * h_gradphi[i]; 
 } 
 
} 
 
void Image_Segmentation_CPU(int iterasi) 
{ 
 Mat  ambil, clone_temp; 
 Mat temp, image_phi; 
  
 //Proses Akses setiap frame yang telah disimpan pada variabel 
Image_Frames 
 for (vector<Mat>::iterator iter = Images_Frame.begin(); iter != 
Images_Frame.end(); iter++) 
 { 
  //Proses penyelinan frame dari Image_Frame ke variabel temp 
  temp = *iter; 
   
  clone_temp = temp.clone(); 
 
  //Inisialisasi Nilai dari D 
  InisialisaiD(clone_temp); 
 
  //Inisialisasi nilai dari Phi 
  init_phi(clone_temp, inisialisasi); 
 
  //Melakukan proses segmentasi citra pada setiap frame 
  for (int its = 0; its < iterasi; its++) 
  { 
   //melakukan update nilai phi 
   update_phi(); 
  } 
 
  image_phi = clone_temp; 
   
  //Konversi citra 8UC1 ke 64FC1 
  image_phi.convertTo(image_phi, CV_64FC1); 
 
  //Proses mengubah nilai phi yang telah diolah menjadi citra (1D 
menjadi 2D) 
  for (int y = 0; y < imageW; y++) 
  { 
   for (int x = 0; x < imageH; x++) 
   { 
    int i1 = y + x * imageW; 
 
    image_phi.at<double>(x,y) = phi[i1]; 
   } 
  } 
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  //Konversi citra 64FC1 ke 8UC1 
  image_phi.convertTo(image_phi, CV_8UC1); 
 
  ambil = clone_temp; 
  ambil_citra(clone_temp, &ambil, image_phi, imageH, imageW); 
 
  //Memasukkan frame yang telah diolah ke variabel Phi_Frame_CPU 
  Phi_Frame_CPU.push_back(ambil); 
 } 
} 
 
void WriteVideoCPU(double TotalFrame, int width, int height, double FPS) 
{ 
 Mat tempframe, frame_hasil; 
 
 // Open a video file for writing (the MP4V codec works on OS X and 
Windows) 
 //VideoWriter out("output.mov", CV_FOURCC('m','p', '4', 'v'), FPS, Size 
(width, height)); 
 VideoWriter out("output_cpu.mov", CV_FOURCC('m','p', '4', 'v'), FPS, 
Size(width, height)); 
     if(!out.isOpened()) { 
         printf("Error! Unable to open video file for output."); 
         exit(-1); 
     } 
 
  for (vector<Mat>::iterator iter = Phi_Frame_CPU.begin(); iter != 
Phi_Frame_CPU.end(); iter++) 
  { 
   tempframe = *iter; 
   cvtColor(tempframe,frame_hasil,CV_GRAY2RGB);  
   out << frame_hasil; 
  } 
   
 
} 
 
void SegmentasiVideo_LevelSet_CPU() 
{ 
 //====Variabel Waktu CPU====// 
 clock_t start_cpu, stop_cpu; 
    double cpu_time_used; 
 
 //Alokasi Memori CPU 
 Alokasi_Memori_CPU(); 
 
 //timer dimulai 
 start_cpu = clock(); 
 //Proses segemntasi video 
 Image_Segmentation_CPU(iterasi); 
 //timer berhenti 
 stop_cpu = clock(); 
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 //menghitung selisih waktu selesai dan waktu mulai proses segmentasi 
video 
 cpu_time_used = ((double)(stop_cpu - start_cpu))/CLOCKS_PER_SEC; 
 
 save_to_file(phi, "data_phi_cpu.txt"); 
 
 printf("Waktu Segmentasi Video = %lf detik\n", cpu_time_used); 
  
 //membersihkan memori yang telah digunakan 
 Free_Memory_CPU(); 
 
 printf("\nProses Segmentasi pada CPU Selesai\n"); 
} 
 
void update_phi_GPU() 
{ 
 //Inisialisai jumlah blok dan grid yang digunakan  
 dim3 block(32/4,32/4); 
 dim3 grid((imageW+block.x-1)/block.x, (imageH+block.y-1)/block.y); 
 
 dx<<<grid,block>>>(d_phi,d_dx,imageH,imageW); 
 
 dxplus<<<grid,block>>>(d_phi,d_dxplus,imageH,imageW); 
 dxminus<<<grid,block>>>(d_phi,d_dxminus,imageH,imageW); 
 dxplusy<<<grid,block>>>(d_phi,d_dxplusy,imageH,imageW); 
 dxminusy<<<grid,block>>>(d_phi,d_dxminusy,imageH,imageW); 
 maxdxplus<<<grid,block>>>(d_dxplus,d_maxdxplus,imageH,imageW); 
 maxminusdxminus<<<grid,block>>>(d_dxminus,d_maxminusdxminus,imageH,image
W); 
 mindxplus<<<grid,block>>>(d_dxplus,d_mindxplus,imageH,imageW); 
 minminusdxminus<<<grid,block>>>(d_dxminus,d_minminusdxminus,imageH,image
W); 
 
 dy<<<grid,block>>>(d_phi,d_dy,imageH,imageW); 
 dyplus<<<grid,block>>>(d_phi,d_dyplus,imageH,imageW); 
 dyminus<<<grid,block>>>(d_phi,d_dyminus,imageH,imageW); 
 dyplusx<<<grid,block>>>(d_phi,d_dyplusx,imageH,imageW); 
 dyminusx<<<grid,block>>>(d_phi,d_dyminusx,imageH,imageW); 
 maxdyplus<<<grid,block>>>(d_dyplus,d_maxdyplus,imageH,imageW); 
 maxminusdyminus<<<grid,block>>>(d_dyminus,d_maxminusdyminus,imageH,image
W); 
 mindyplus<<<grid,block>>>(d_dyplus,d_mindyplus,imageH,imageW); 
 minminusdyminus<<<grid,block>>>(d_dyminus,d_minminusdyminus,imageH,image
W); 
 
 gradphimax<<<grid,block>>>(d_gradphimax,d_maxdxplus,d_maxminusdxminus,d_
maxdyplus, d_maxminusdyminus, imageH,imageW); 
 gradphimin<<<grid,block>>>(d_gradphimin,d_mindxplus,d_minminusdxminus,d_
mindyplus, d_minminusdyminus, imageH,imageW); 
 
 nplusx<<<grid,block>>>(d_nplusx,d_dxplus,d_dyplusx,d_dy,FLT_EPSILON, 
imageH,imageW); 
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 nplusy<<<grid,block>>>(d_nplusy,d_dyplus,d_dxplusy,d_dx, FLT_EPSILON, 
imageH,imageW); 
 nminusx<<<grid,block>>>(d_nminusx,d_dxminus,d_dyminusx,d_dy, 
FLT_EPSILON, imageH,imageW); 
 nminusy<<<grid,block>>>(d_nminusy,d_dyminus,d_dxminusy,d_dx, 
FLT_EPSILON, imageH,imageW); 
 
 curvature<<<grid,block>>>(d_curvature,d_nplusx,d_nminusx,d_nplusy, 
d_nminusy, imageH,imageW); 
 F<<<grid,block>>>(d_F,d_D,d_curvature, ALPHA, imageH,imageW); 
 gradphi<<<grid,block>>>(d_gradphi,d_F,d_gradphimax,d_gradphimin, 
imageH,imageW); 
 
 update_phi<<<grid,block>>>(d_phi_new,d_phi,d_F, d_gradphi, DT, 
imageH,imageW); 
 
 copy_data<<<grid,block>>>(d_phi,d_phi_new, imageH,imageW); 
 
 
} 
 
void Image_Segmentation_GPU(int iterasi) 
{ 
 Mat temp, image_phi; 
 Mat clone_temp, ambil; 
 
 //Proses Akses setiap frame yang telah disimpan pada variabel 
Image_Frames 
 for (vector<Mat>::iterator iter = Images_Frame.begin(); iter != 
Images_Frame.end(); iter++) 
 { 
  //Proses penyelinan frame dari Image_Frame ke variabel temp 
  temp = *iter; 
   
  clone_temp = temp.clone(); 
 
  //Inisialisasi Nilai dari D 
  InisialisaiD(clone_temp); 
 
  //Inisialisasi nilai dari Phi 
  init_phi(clone_temp, inisialisasi); 
 
  //Menyalin memori dari hosy(CPU) ke device(GPU) 
  cudaMemcpy(d_phi, phi, N*sizeof(double), cudaMemcpyHostToDevice); 
  cudaMemcpy(d_D, D, N*sizeof(double), cudaMemcpyHostToDevice); 
 
  //Melakukan proses segmentasi citra pada setiap frame 
  for (int its = 0; its < iterasi; its++) 
  { 
   //melakukan update nilai phi 
   update_phi_GPU(); 
  } 
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  //Menyalin Hasil GPU ke CPU 
  cudaMemcpy(phi, d_phi,N*sizeof(double), cudaMemcpyDeviceToHost); 
 
  image_phi = clone_temp; 
 
  //Konversi citra 8UC1 ke 64FC1 
  image_phi.convertTo(image_phi, CV_64FC1); 
 
  //Proses mengubah nilai phi yang telah diolah menjadi citra (1D 
menjadi 2D) 
  for (int y = 0; y < imageW; y++) 
  { 
   for (int x = 0; x < imageH; x++) 
   { 
    int i1 = y + x * imageW; 
 
    image_phi.at<double>(x,y) = phi[i1]; 
   } 
  } 
   
  //Konversi citra 64FC1 ke 8UC1 
  image_phi.convertTo(image_phi, CV_8UC1); 
 
  ambil = clone_temp; 
  ambil_citra(clone_temp, &ambil, image_phi,imageH, imageW); 
 
  //Menyimpan frame yang telah diolah ke variabel Phi_Frame_GPU 
  Phi_Frame_GPU.push_back(ambil); 
 
 } 
 
} 
 
void SegmentasiVideo_LevelSet_GPU() 
{ 
 //====Variabel Waktu GPU====// 
 cudaEvent_t start,stop; 
 cudaEventCreate(&start); 
 cudaEventCreate(&stop); 
 float elapsedTime; 
 
 
 //Alokasi Memori GPU 
 Alokasi_Memori_GPU(); 
 
 //Komputasi Pada GPU 
 printf("Proses Komputasi Pada GPU .....\n"); 
 
 //timer dimulai 
 cudaEventRecord(start,0); 
 
 Image_Segmentation_GPU(iterasi); 
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 cudaDeviceSynchronize(); 
 
 //timer berhenti 
 cudaEventRecord(stop,0); 
 cudaEventSynchronize(stop); 
 
 //menghitung selisih waktu selesai dan waktu mulai proses segmentasi 
video 
 cudaEventElapsedTime(&elapsedTime,start,stop); 
 printf("\nElapsed Time \t:%f detik\n",elapsedTime/1000); 
 
 save_to_file(phi,"data_phi_video_gpu.txt"); 
 
 cudaEventDestroy(start); 
 cudaEventDestroy(stop); 
 
 //membersihkan memori yang telah digunakan 
 Free_Memory_GPU(); 
 
 cudaDeviceReset(); 
 
 printf("\nProses Segmentasi pada GPU Selesai\n"); 
} 
 
 
 
 
 
 
 
 
