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Abstract
This project consists of a system that allows controlling a robot, in our particular case a LEGO
Mindstorm one, via web browser. The main idea goes back to the concept of Internet of
Things (IoT) since we give the ability to the robot to share the sensory and functionalities
via Internet. Using a Raspberry Pi 3 Module B, which will be working as a web-server and
will take care of all the electronic functionalities of the robot. On the other hand an integrated
board, BrickPi, will make the communication between the LEGO motors and sensors and the
Raspberry Pi 3 much easier.
The solution consists in three parts. The first one being the server part. Secondly, the client
or web browser part. And lastly the hardware part, where the robot has all its components
and electronics.
Previously the document will go through a previous study of all possibilities and a description
of the final used components for the project.
iii

Resum
Aquest projecte consisteix en un sistema que permet controlar un robot, en el nostre cas
LEGO Mindstorm, via navegador web. La idea principal forma part del concepte Internet
of Things (IoT) ja que donem la capacitat al robot de compartir les lectures dels sensors i
la informacio´ dels moviments via Internet. Utilitzant una Raspberry Pi 3 Model B, la qual
fara` de web-server i s’encarregara` de les funcionalitats del robot, i per altre banda una pla-
ca integrada, BrickPi, que facilitara la comunicacio´ entre els motors LEGO i la Raspberry Pi 3.
La solucio´ es mostrara` en tres parts. Per una banda la part del servidor. Segonament la zona
client o navegador web. I per u´ltim el robot i el hardware que comporta.
Pre`viament en el document es mostrara` un estudi i descripcio´ dels components del sistema
complert.
v

Part I.
Memo`ria
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1. Introduccio´
El projecte parteix d’un element, com e´s en el nostre cas un robot, i se li afegeix la capacitat
de tenir acce´s a Internet i per tant de poder comunicar-se enviant i rebent dades d’un servidor.
Amb la intencio´ de posar en pra`ctica els conceptes assimilats a la carrera i entrar en el mo´n
de Internet of Things [Con17], s’ha realitzat el disseny del sistema, el qual aconseguira` una
comunicacio´ entre els sensors del robot i les seves funcionalitats motores i un servidor que
anira` rebent i enviant les dades necessa`ries. D’aquesta manera podrem veure el me`tode que es
segueix al implementar un sistema, en el qual s’acaba substituint la part de la CPU del nostre
robot LEGO per un SBC (Single Boarded Computer) com e´s la Raspberry que li permetra` no
sols ampliar les seves possibilitats, sino´ dotar de la capacitat d’interncanviar dades ja sigui
amb un client o amb un altre robot amb les mateixes caracter´ıstiques.
Cal comentar que aquest projecte esta inspirat en un projecte de final de grau de recerca
d’un alumne TIC anterior, el qual va aconseguir establir una connexio´ entre la Raspberry i
els motors LEGO, de manera que mitjanc¸ant una shield integrada proporcionada per Dexter
Industries [Bri17] la comunicacio´ fos molt me´s simple i fes possible implementar sistemes de
LEGO amb Raspberry.
1.1. Plantejament del sistema
Principalment, es vol projectar el sistema com a una web accessible per a tothom des de
qualsevol lloc on es tingui Internet, de manera que es pugui controlar el teu propi robot a
dista`ncia, sense la necessitat de ser presencialment alla` o a relativament aprop d’aquest. El
sistema apunta a ser u´til en tasques d’aprenentage en el camp de Internet of Things, tasques
d’exploracio´ o de rutines ba`siques de seguretat.
El projecte es dura` a terme a trave´s del domini aplans.cat, el qual habilitara` un espai web
espec´ıfic per a la tasca; rpi.aplans.cat. D’aquesta manera al accedir a rpi.aplans.cat,
podrem veure un menu´ que ens permetra` triar les varies opcions que tingui el suposat robot i
controlar-lo en temps real en totes les seves capacitats: mo`bil, sensorial i visuals, la qual estara`
transmetent en directe en quan vulguem controlar el robot.
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2. Objectiu
L’objectiu d’aquest projecte consisteix en desenvolupar un sistema que permeti convertir un
robot, en el nostre cas de tipus LEGO, en un dispositiu capac¸ de comunicar-se via Internet
amb un servidor o un similar seu. La intencio´ e´s que el robot sigui sensible al que l’envolta
mitjanc¸ant els sensors que incorpora i a la vegada que sigui capac¸ de ser controlat, en temps
real, per un client de qualsevol part del mon, aix´ı doncs, es consolidara` un robot, el qual e´s
capac¸ d’explorar una zona sense que el usuari que el controla estigui de cap manera aprop
d’aquest.
Aquest sistema apunta a ser u´til en l’a`mbit de l’aprenentatge on s’entrara` en el mo´n de
l’Internet de les coses (IoT) i qui estigui interessat tindra` una idea de la metodologia d’un
sistema com el que es prete´n.
Per altre banda, es projecta el fet de que es pugui utilitzar com a substitucio´ humana,
per a una tasca d’exploracio´ a dista`ncia, evidentment s’hauria de dissenyar una estructura me´s
robusta, poden mantenir el mateix sistema amb les adaptacions adequades als motors i sensors.
O be´, per ajudes robotitzades les quals es puguin controlar des d’un client web.
5

3. Estudi previ i solucio´
Per poder aconseguir l’objectiu explicat a l’apartat anterior, es fara` un estudi de les possibilitats
i solucions disponibles per a tots els aspectes del sistema que volem aconseguir, es valoraran
les opcions i s’elaborara` una solucio´, la qual justificarem.
Hem dividit l’estudi previ en dos apartats, un apartat que engloba la recerca i opcions pel
"software" del sistema i l’altre apartat que conte´ el "hardware" del robot.
3.1. Hardware
3.1.1. Placa integrada
3.1.1.1. Arduino UNO
Arduino e´s un dispositiu encastat simple basat en el microcontrolador de codi obert provinent
de la plataforma Wiring amb l’objectiu de fer me´s simple i accessible el disseny de circuits
electro`nics amb microcontroladors.
El maquinari consisteix en dissenys simples de maquinari lliure amb processadors Atmel
AVR en una placa amb pins E/S. L’entorn de desenvolupament implementa el llenguatge Pro-
cessing de Wiring, molt semblant a C++. Arduino es pot utilitzar per desenvolupar objectes
interactius auto`noms o pot ser connectat a programari de l’ordinador.
Microcontrolador SRAM Xarxa
ATmega328 2 KB No
Taula 3.1.: Cracter´ıstiques ba`siques d’Arduno UNO
Avaluacio´ de les qualitats d’Arudino UNO respecte el projecte:
• Familiartizacio´. Hem estat treballant amb aquest dispositiu la major part de la carre-
ra aix´ı que tenim un coneixement me´s que suficient per poder aplicar-lo sobre aquest
projecte.
• Motors i sensors. Necessita o be´ un ”shield”, la qual s’haur´ıa de buscar o fabricar, per
poder connectar els motors co`modament o be´ una protoboard on fer totes les connexions
als motors i sensors.
Per altre banda Arduino facilita enormement l’interpretament de dades dels sensors que
li connectes ja que esta` pensat per fer tasques d’aquest tipus.
• Connectivitat a la xarxa. Com podem veure a la figura 3.1 Arduino no incorpora l’opcio´
de connectar-se a la xarxa. Necessitar´ıem mo`duls externs com el de Wi-Fi per poder
aconseguir que l’Arduino tingue´s la capacitat de connectar-se a Internet, i tot i fer aixo`
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necessitaries la llibreria apropiada per fer-lo funcionar me´s l’espai extra que ocupi dins
el muntatge complert.
En general Arduino no esta` pensat per tenir connexions externes cap a Internet, e´s perfec-
tament possible, pero` una mica me´s complicat que un dispositiu que ja tingui un sistema
integrat en la placa.
3.1.1.2. Raspberry Pi 3 Model B
Raspberry Pi e´s un ordinador monoplaca o SBC (acro`nim en angle`s de Single-Board Computer)
de baix cost. La fundacio´ do´na suport per a desca`rregues de diferents distribucions Linux
adaptades a l’arquitectura ARM: Raspbian [OS17] (derivada de Debian), RISC OS 5, Arch
Linux ARM (derivat d’Arch Linux) i Pidora (derivada de Fedora). Com a eina d’ensenyament
de programacio´ promouen principalment el llenguatge de programacio´ Python [pro17b], pero`
tambe´ altres llenguatges com ara Tiny BASIC, C [pro17a], Perl i Ruby.
CPU SDRAM Perife`rics Xarxa
64 bit quad-core ARM v8 1,2 Ghz 1 GB 40 x GPIO Wireless - 2.4 Ghz
Taula 3.2.: Caracter´ıstiques ba`siques de la Raspberry Pi 3
Avaluacio´ de les qualitats de la Raspberry Pi 3 respecte el projecte:
• Pote`ncia. La Raspberry Pi 3 e´s considerada un petit ordenador o ordenador integrat i te´
unes caracter´ıstiques electro`niques considerades bastants potents per la mida, qualitat i
preu que ofereix, com podem observar en la taula 3.2 la qual ens mostra algunes de les
caracter´ıstiques mu´ltiples d’aquest dispositiu.
• Connectivitat a la xarxa. Una de les avantatges que te´ aquest dispositiu e´s la seva
incorporacio´ d’un sistema Wireless, Ethernet i Bluetooth, els quals han estat integrats
en el sistema en l’u´ltima versio´ de Raspberry (Raspberry Pi 3) la qual estem analitzant.
Aquesta incorporacio´ fa molt me´s fa`cil i viable fer accions que comportin connectar-se
a Internet o intercanviar dades en una xarxa pel que ens ajudaria enormement en el
projecte.
• Motors i sensors. Els sensors i motors es poden connectar via GPIO directament o be´ es
pot buscar alguna ”shield”que aconsegueixi el mateix resultat pero` amb l’avantatge de
que la ”shield”aconseguiria estalviar espai de connexions i cables ja que acaba sent una
placa integrada de circuit.
• Viabilitat. Una d’entre d’altres avantatges que te´ la Raspberry e´s el fet de que te´ molta
documentacio´ i e´s molt accessible pel que els problemes i solucions estan al abast de
tothom. A part, esta` dissenyada per l’aprenentatge i el fet de que hi hagi molts projectes
similars fora i sigui molt utilitzada li afegeix molta me´s documentacio´ u´til al dispositiu.
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3.1.1.3. CHIP
CHIP [Mon17] (estilitzat com C.H.I.P.) e´s un petit ordinador encastat personal de taula simple
creat per The Next Thing Co (NTC), publicat com a projecte Kickstarter. S’ha anunciat com
"el primer ordinador de $9 del mo´n".
Aquest petit ordenador e´s comparable a una Raspberry Pi Zero, ja que comparteixen moltes
especificacions te`cniques, aquest e´s assequible i u´til per a tasques me´s minimalistes.
CPU RAM Xarxa
1 Ghz Allwinner R8 512 MB Wireless
Taula 3.3.: Cracter´ıstiques ba`siques de CHIP
Avaluacio´ de les qualitats del CHIP respecte el projecte:
• Connectivitat a la xarxa. S’ha de destacar que el fet de que tingui una interf´ıcie amb
acce´s a xarxa integrada facilita la feina enormement en el nostre cas ja que no hem de
dependre de cap mo`dul o tractament extern per fer que el dispositiu es pugui connectar
a un servidor per exemple.
• Motors i sensors. CHIP no te´ cap gamma de sensors o motors especialitzats pel seu us ja
que no e´s un dispositiu pensat per a estar rebent i enviant dades analo`giques d’un sensor
o motor, pero` es pot utilitzar per a tasques similars gra`cies al les seves caracter´ıstiques.
De totes maneres s’hauria de connectar a motors i sensors comprats a part via GPIO.
• Viabilitat. La viabilitat d’aquest dispositiu en el nostre projecte te´ una mica me´s de
dificultat ja que tot i tenir qualitats acceptables en quant a connectivitat o capacitat del
dispositiu, cal recordar que e´s un projecte Kickstarter i tot i ser molt interessant com a
tal i u´til, la seva documentacio´ e´s limitada i per tant e´s bastant me´s complicat treure un
resultat en comparacio´ amb dispositius igual de capac¸os i ja utilitzats en la carrera.
3.1.2. Motors i sensors
3.1.2.1. Servo Motor
Un servomotor (tambe´ anomenat servo ) e´s un servomecanisme similar a un motor de corrent
continu que te´ la capacitat de situar-se en qualsevol posicio´ dins del seu rang d’operacio´, i
mantenir-se estable en aquesta posicio´.
Els servos s’utilitzen sovint en sistemes de ra`dio control i en robo`tica, pero` el seu u´s no esta`
limitat a aquests. E´s possible modificar un servomotor per obtenir un motor de corrent continu
que, si be´ ja no te´ la capacitat de control del servo, conserva la forc¸a, velocitat i baixa ine`rcia
que caracteritza a aquests dispositius.
Tot i aixo` haur´ıem de triar la versio´ digital de rotacio´ continua de 360o [con17] ja que
d’aquesta manera podr´ıem posar-li rodes i fer-lo servir per moure el robot.
Avaluacio´ del servo motor en respecte al projecte:
• Compatibilitat amb plaques. El servo motor es pot utilitzar en qualsevol de les tres
plaques, inicialment esta` pensat per l’Arduino ja que com he comentat la placa apunta
9
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a objectius amb sensors i motors pero` aquest pot ser controlat per les altres dos plaques
tambe´.
• Viabilitat de muntatge. En el muntatge d’un servomotor s’ha de tenir en compte que les
connexions hauran d’anar totes via cables, e´s a dir, una protoboard i totes les connexions
centralitzades alla` per despre´s poder-les distribuir per tot el sistema.
S’ha de tenir en compte que aixo` augment l’espai de tot el sistema i que un cop muntades
les connexions s’ha de construir un recipient o una estructura on aguantar el robot i les
posicions dels motors pel que augmenta el cost i la dificultat del sistema, una proposta
seria una estructura en impressions 3D.
• Preu. Els preus de servo motors oscil·len entre e15 i e18 tot i que van augmentant o
disminuint en depende`ncia de la qualitat desitjada o la potencia necessa`ria.
3.1.2.2. Sensor ultraso`nic HC-SR04
Aquest sensor ultraso`nic proporciona una lectura de des de 2 cm fins a 400 cm amb una precisio´
de fins a 3 mm. Cada sensor d’aquests inclou un transmissor, receptor i controlador de circuit.
Nome´s te´ quatre pins operatius: VCC (Power), Trig (Trigger), Echo (Receive), and GND
(Ground).
Avaluacio´ del HC-SR04 en respecte al projecte:
• Compatibilitat amb plaques. Aquest dispositiu te´ compatibilitat en qualsevol plaques de
les que hem proposat. E´s un sensor bastant prec´ıs i potent, lo suficient pel que el nostre
robot sigui capac¸ de mesurar dista`ncies amb un marge de temps per poder reaccionar.
• Viabilitat de muntatge. Per a muntar aquest tipus de sensor haur´ıem de tenir una pro-
toboard on poder connectar tots els pins necessaris cap a la placa controladora, el fet de
tenir un muntatge d’un robot amb una protoboard o qualsevol altre sistema de cablejat
extern, en el qual e´s molt fa`cil que es desconnecti alguna part, esdeve´ un problema, ja
que al estar el robot en moviment no volem cap risc de que cap connexio´ salti o deixi de
funcionar.
Per tot aixo` creiem que e´s necessa`ria crear una shield, buscar-ne alguna ja preparada, o
be´ crear un sistema de connexions me´s segur pel robot.
• Preu. El preu del sensor e´s dels me´s econo`mics, val aproximadament e4 i te´ una relacio´
qualitat-preu bastant bona.
3.1.2.3. Sensors i motors LEGO NXT
Els motors LEGO tenen un sensor de rotacio´ dins d’ells (”encoder”) que ens permet saber o
poder determinar la rotacio´ concreta que volem per al motor i per tant controlar els moviments
del robot amb precisio´. Les rotacions son de 360o amb una precisio´ de ± 1o, amb una ma`xima
velocitat de rotacio´ de 177 rpm a 12V i un consum de 0.58 A. Tot i que poden variar, segons
la ca`rrega que se li apliqui, com podem veure a la taula 4.3.
10
3.1. Hardware
Voltatge Vel. Rotacio´ Corrent Pote`ncia Meca`nica Pote`ncia Ele`ctrica Eficie`ncia
4.5 V 33 rpm 0,60A 0,58W 2,70W 21,40%
7 V 82 rpm 0,55A 1,44W 3,85W 37,30%
9 V 117 rpm 0,55A 2,03W 4,95W 41,00%
12 V 177 rpm 0,58A 3,10W 6,96W 44,50%
Taula 3.4.: Especificacions motors NXT
Per altre banda tenim els sensors NXT, concretament el sensor ultraso`nic i el sensor de
contacte. El sensor ultraso`nic ens proporcionara` una lectura des de 0 cm fins a 255 cm de
dista`ncia respecte aquest, amb un marge d’error de ± 3 cm.
El sensor de contacte s’utilitzara` com a sensor de col·lisio´, ja que aquest consta d’un boto´
que al ser premut envia una dada al robot, d’aquesta manera mitjanc¸ant un 1 o 0 binari podem
saber si hi ha hagut col·lisio´ o no.
Avaluacio´ dels components NXT en respecte al projecte:
• Compatibilitat amb plaques. Com a compatibilitat independent, referint-se a la possibi-
litat de connectar els motors o sensors directament a la placa integrada, no e´s possible
sense un adaptador pel mig ja que aquests tipus de sensors i motors (NXT) tenen una
connexio´ diferent, no van amb pins independents sino´ amb un connector. La solucio´ e´s
buscar un adaptador o una ”shield”per a la placa integrada.
• Viabilitat de muntatge. Al tenir dificultats amb les connexions hem buscat i trobat una
placa integrada la qual ens permet connectar els motors i sensors directament a una
placa, concretament la Rapspberry Pi 2 i 3, aquest sistema facilitaria la comunicacio´
motor-programa i reduiria molt l’espai de muntatge ja que la placa en qu¨estio´, de nom
Brcik Pi, e´s de la mateixa mida que la Raspberry Pi 2 i 3.
Per altre banda en quant a l’estructura del robot seria molt me´s fa`cil ja que es podria
muntar tot amb peces de construccio´ LEGO i tindr´ıem llibertat per fer l’estructura
desitjada.
Al utilitzar aquesta opcio´ ens limitaria la tria de placa integrada pel que avaluarem si
l’eleccio´ e´s beneficiaria o pel contrari no val la pena.
• Preu. El preu dels sensors i motors NXT so´n me´s cars que la resta. El sensor de contacte
val de e5 a e6 i el sensor ultraso`nic val e15 cada un.
3.1.3. Ca`mera
3.1.3.1. Ca`mera Web
Una ca`mera web o web-cam esta` preparada perque` el que esta` gravant pugui ser transme`s fent
servir la Web. Ba`sicament la difere`ncia entre una web-cam i un dispositiu comu´ de fotografia
digital o v´ıdeo digital, e´s que so´n dispositius econo`mics, molt me´s pensats de cara a una bona
velocitat de transfere`ncia (tant per l’ordinador com per a la web) que a aconseguir una gran
qualitat d’imatge.
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Al estudiar les ca`meres webs ho fem en general ja que totes ofereixen caracter´ıstiques similars
depenent del que vulguis, i a nosaltres me´s que la qualitat de v´ıdeo ens interessat la compa-
tibilitat, la velocitat i la mida, evidentment la qualitat e´s essencial tambe´ pero` amb qualsevol
ca`mera de les noves obtens una qualitat molt bona. Aix´ı que analitzarem aquests dispositius
com a unitat, tot i aixo` posarem un exemple viable pel projecte com a refere`ncia d’una ca`mera
web (Logitech C170) [Web17], un model que s’adapta al preu aproximat que establim i que te´
unes caracter´ıstiques decents.
Megapixels Mida Resolucio´ Connector Preu
5 MP 8x8cm x 4cm 1024x768px USB 2.0 e40
Taula 3.5.: Especificacions C170.
• Viabilitat de muntatge. En una ca`mera web com aquesta, amb unes dimensions de uns
8cm per 8cm, s’ha de considerar que el muntatge augmenta considerablement el volum
ja que no volem un robot gran.
Tot i que el problema principal d’una ca`mera web en si d’aquest tipus e´s la mida tambe´
hem de tenir en compte que en cas de utilitzar una ca`mera d’aquest tipus ens limita la
placa integrada a ser una Raspberry o CHIP dels que anteriorment s’han comentat, ja
que una ca`mera com aquesta requereix unes especificacions que nome´s podr´ıem obtenir
en un ordinador, en el nostre cas un SBC (Single Board Computer).
3.1.3.2. Raspberry Pi Cam Module v2
El mo`dul v2 de la gamma de ca`meres de Raspberry pot utilitzar per gravar v´ıdeo d’alta
definicio´, aix´ı com imatges fixes fotogra`fiques. E´s fa`cil d’utilitzar per als principiants, pero`
te´ molt a oferir als usuaris avanc¸ats ja que e´s una ca`mera molt complerta. Hi ha un munt
d’exemples en l´ınia de persones que han fet projectes amb aquest, te´ opcions com time-lapse o
ca`mera lenta, i alguna altre caracter´ıstica enginyosa. Tambe´ pot utilitzar les biblioteques que
et donen amb la ca`mera per crear efectes i altres detalls visuals.
Megapixels Mida Resolucio´ Connector Preu
8 MP 5x5cm x 3mm 1080p30 CSI e25
Taula 3.6.: Especificacions Raspberry Pi Cam Module v2.
• Viabilitat de muntatge. Quan parlem de viabilitat de muntatge amb el mo`dul v2 veiem
que en quant a espai e´s la ca`mera me´s optima amb unes especificacions de 5cm x 5cm x
3mm, com podem veure a la taula 3.6 el qual ens reduiria molt la mida del robot.
Tambe´ s’ha de mencionar el fet de que aquesta ca`mera afegeix moltes llibreries i projectes
en l´ınia per a facilitar la seva utilitzacio´. D’aquests afegits cal destacar la llibreria de
Python Picamera [Pyt17] la qual ens ajudaria molt en el desenvolupament del projecte
ja que Python e´s un llenguatge amb el que estem molt familiaritzats.
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3.1.4. Conclusions
Havent considerat les opcions viables i preferides per la part del hardware del sistema, hem
arribat a la conclusio´ que la solucio´ que me´s s’acosta i s’adapta al que volem en quant a la tria
de placa integrada e´s la Raspberry Pi 3 en comparacio´ amb la resta d’opcions proposades.
Una de les caracter´ıstiques principals que busca`vem era la facilitat de connectar-nos a una
xarxa, cosa que en aquest cas CHIP i Raspberry ens proporcionaven, pel que aquests factors
ens redu¨ıen el grup a dos plaques. Tot i que a part d’aixo` hem considerat que el fet de que
Raspberry tingui la placa BrickPi i pugui tenir aquesta facilitat per connectar i comunicar
amb els sensors i motors sense complicacio´ ens ha fet posar-la amb una qualificacio´ respecte el
projecte superior a Arduino i CHIP ja que qualsevol dels altres dos hauria necessitat de l’ajuda
d’un connexionat me´s complex que no BrickPi.
Sabent que Raspberry e´s la millor opcio´ en el nostre cas el muntatge el far´ıem amb els
sensors i motors de NXT LEGO i amb una estructura de LEGO, d’aquesta manera unifiquem
els components i podem utilitzar la placa que hem trobat, BrickPi, el qual ens permet utilitzar
els components LEGO amb molta me´s facilitat i ens simplifica les connexions amb la Raspberry
enormement.
Per seguir en la mateixa l´ınia, la tria de la ca`mera a utilitzar e´s la Raspberry Pi Cam Module
2, ja que te´ molta me´s compatibilitat amb el dispositiu i una difere`ncia de preu en respecte
a altres ca`meres webs molt millor, ja que amb un preu inferior ofereix unes prestacions molt
superiors a la resta de ca`meres web, ja sigui en qualitat de v´ıdeo o mida del dispositiu.
3.2. Software
3.2.1. Programacio´ del robot
Per a la programacio´ del robot hem hagut de buscar quins llenguatges pod´ıem utilitzar que
siguessin compatibles amb BrickPi i Raspberry, com a resultat hem obtingut els segu¨ents:
3.2.1.1. Scratch
Scratch esta` basat en el llenguatge de programacio´ LOGO i serveix per aprendre a programar a
trave´s del joc i l’experimentacio´ i introduir aix´ı el pensament computacional. La seva interf´ıcie
e´s senzilla i permet tant crear histo`ries interactives, tutorials, jocs i animacions, com compartir
els projectes amb altres usuaris en l´ınia. Els projectes poden ser de tema`tica variada, es poden
adaptar i orientar a diferents a`mbits i objectius. Per exemple, dins l’a`mbit educatiu, es pot
treballar des de les diferents a`rees que recull el curr´ıculum de prima`ria.
Aquest llenguatge molt ba`sic i per usuaris que comencin en el camp de la programacio´ pel
que aquest no e´s una opcio´ que acabem considerant com a solucio´, addicionalment no l’hem
treballat mai.
3.2.1.2. Python
Python e´s un llenguatge de programacio´ d’alt nivell i propo`sit general molt utilitzat.La seva
filosofia de disseny busca llegibilitat en el codi i la seva sintaxi permet als programadors ex-
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pressar conceptes en menys l´ınies de codi del que seria possible en llenguatges com C. Tambe´
proveeix estructures per permetre programes me´s entenedors tant a petita com a gran escala.
Python suporta diversos paradigmes de programacio´, incloent-hi programacio´ orientada a
objectes, imperativa i tambe´ funcional o procedimental. Presenta un sistema dina`mic i una
gestio´ de la memo`ria automa`tica i te´ una gran i exhaustiva biblioteca esta`ndard.
Com altres llenguatges de programacio´ dina`mics, Python e´s usat sovint com a un llenguat-
ge script, pero` tambe´ es fa servir en una a`mplia gamma de contextos no-script. Existeixen
inte`rprets de Python per molts sistemes operatius diferents.
3.2.1.3. Llenguatge C
El llenguatge de programacio´ C o llenguatge C es va crear per la necessitat de tenir-ne un que
fos me´s flexible que l’assemblador a l’hora de programar, pero` que mantingue´s la caracter´ıstica
de ser un llenguatge proper a la ma`quina. En la seva abse`ncia, el llenguatge C es va fer per
a poder crear el sistema operatiu Unix. Actualment, C e´s el llenguatge me´s utilitzat per a
desenvolupar sistemes operatius i altres tipus de programari ba`sic, i tambe´ per aplicacions en
general. El llenguatge C++ es va desenvolupar a partir de C.
C e´s apreciat per l’eficie`ncia del codi que produeix i e´s el llenguatge de programacio´ me´s
popular per a crear software de sistemes, tot i que tambe´ s’utilitza per a crear aplicacions.
Es tracta d’un llenguatge de`bilment considerat de mig nivell pero` amb moltes caracter´ıstiques
de baix nivell. Disposa de les estructures t´ıpiques dels llenguatges d’alt nivell pero`, tambe´
disposa de construccions del llenguatge que permeten un control a molt baix nivell. Els compi-
ladors solen oferir extensions al llenguatge que possibiliten barrejar codi en assemblador amb
codi C o accedir directament a memo`ria o a dispositius perife`rics.
3.2.2. Aplicacio´ Web i web-server
En el sistema necessitem una solucio´ amb el qual puguem establir un me`tode amb el que acon-
seguim establir una comunicacio´ entre el robot i un client web, aquesta solucio´ es crear una
aplicacio´ web i fer que la Raspberry en el nostre cas faci contingui un web-server on es controli
l’aplicacio´. Per aconseguir aquest objectiu podem observar que tenim varis opcions per establir
una aplicacio´ web i opcions de web-servers.
3.2.2.1. Apache
Apache [Ser17] HTTP Server e´s un servidor HTTP (de pa`gines web) de codi obert multi-
plataforma desenvolupat per Apache Software Foundation.
El servidor Apache es desenvolupa dins del projecte HTTP Server (httpd) de l’Apache
Software Foundation.
Apache presenta entre altres caracter´ıstiques missatges d’error altament configurables, bases
de dades d’autenticacio´ i negociacio´ de continguts, pero` va ser criticat per la manca d’una
interf´ıcie gra`fica que ajudi a configurar-lo.
La intencio´ de posar Apache en el sistema era deguda a que e´s un servidor que hem estat
utilitzant durant la carrera i el fet de posar-lo com a HTTP Server al sistema afegia una capa
me´s sobre la que treballar, l’objectiu principal era purament educatiu.
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3.2.2.2. Tornado
Tornado [Fra17b] es un web framework o entorn de treball per a aplicacions web de Python,
inicialment desenvolupat a FriendFeed. Utilitzant una xarxa d’entrada/sortida no-bloquejan,
Tornado pot escalar a desenes de milers de connexions obertes, fent-ho ideal per llargs ”po-
lling”o enquestes, websockets i altres aplicacions que requereixen una llarga i amplia connexio´
amb l’usuari.
La principal rao´ per la que hem inclo`s Tornado en les opcions a tenir en compte e´s perque`
ens proporciona l’opcio´ de mantenir connexions obertes amb clients i poder intercanviar moltes
dades per segon. Aquesta caracter´ıstica e´s quelcom que busquem en el nostre sistema ja que
necessitem enviar constantment dades dels sensors o comandes de moviment del robot.
3.2.2.3. Flask
Flask [Fra17a] e´s un entorn de treball per a aplicacions web (web framework) escrit en Pyt-
hon. S’anomena micro framework perque` no disposa de capa d’abstraccio´ de base de dades,
funcionalitat de validacio´ ni autenticacio´. No obstant es poden afegir mitjanc¸ant extensions.
La avantatge que te´ Flask e´s la seva simple estructuracio´ i per tant consequ¨entment el seu
fa`cil u´s alhora de crear l’aplicacio´ web. Per altre banda si tenim en compte el problema de
les connexions obertes i amplies necessa`ries per poder enviar dades de sensors o comandes de
moviment al robot com ja hem mencionat que podia fer Tornado, haur´ıem de desenvolupar
una aplicacio´ web amb Flask amb la caracter´ıstica que li haur´ıem d’afegir websockets, els quals
estan disponibles en llibreries externes i so´n perfectament funcionals i optimes.
3.2.3. Conclusions
A l’hora de triar una eina per fer l’aplicacio´ web s’han tingut en compte els segu¨ents aspectes:
• Llenguatge utilitzat.
• Compatibilitat de sistema.
• Senzillesa.
Inicialment es volia implementar el sistema amb Flask i Apache junts, principalment perque`
l’estructuracio´ i senzillesa de Flask era superior a la de Tornado i Apache afegia la funcio´ de
servidor HTTP en la que s’escoltava al port 80 les peticions HTTP que li arribessin al web-
server. En quant al llenguatge no hi ha hagut molt a destacar ja que els dos Tornado i Flask
son frameworks basats en Python i aquest era el nostre objectiu.
Tot i aixo` hem pogut comprovar que posar Apache entremig de Flask i el client complicava
molt el sistema i nome´s posava dificultats als canvis que ana`vem implementant, un exemple e´s
l’implementacio´ de websockets i streaming de v´ıdeo de la ca`mera a Flask. No nome´s s’havien de
configurar i programar a l’entorn de Flask sino´ que o`bviament Apache necessita les habilitacions
i modificacions necessa`ries per admetre websockets i deme`s, aixo` causava bastant me´s dificultats
i finalment hem optat per utilitzar Flask per crear l’aplicacio´ web i utilitzar-lo com a web-server
fent que escolte´s pel port 80 ell mateix, d’aquesta manera el sistema s’estalviava una capa i es
simplificava molt me´s, sent me´s amigable a modificacions i futures implementacions extres.
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4. Descripcio´ de components
Pre`viament hem introdu¨ıt totes les opcions que hem considerat al triar els components pel
sistema i hem justificat la nostre eleccio´ final, en aquest apartat descriurem profundament
les caracter´ıstiques de cada part del sistema per tal de, posteriorment, en el segu¨ent apartat,
explicar l’estructura del sistema i com funciona i tenir aleshores tota l’informacio´ sobre els
components explicada.
4.1. Components electro`nics
4.1.1. Raspberry Pi 3
Com ja hem comentat Raspberry Pi 3 e´s un SBC, un computador mono-placa, el qual re-
emplac¸a la Raspberry Pi 2 Model B amb la millor de connectivitat a la xarxa i pote`ncia de
processador, com podem comprovar en la taula 4.1, pel que ens ajuda enormement en el
projecte.
Caracter´ıstiques Raspberry Pi 3 Model B
Preu e35
System-on-a-Chip Broadcom BCM2837
CPU ARM v8 Cortex A53 64bit quad-core a 1,2 Ghz
Memo`ria (SDRAM) 1 GB LPDDR2 (900 Mhz)
PortsUSB 2.0 4
Sortida de v´ıdeo Connector RCA, HDMI
Emmagatzematge integrat microSD
Connectivitat de xarxa Ethernet (RJ45), 2,4 Ghz Wireless, Bluetooth 4.1
Perife`rics de baix nivell 40 x GPIO
Rellotge de temps real No
Consum energe`tic 1,2 A (3,8 W)
Dimensions 85 mm x 56 mm x 17 mm
Sistemes operatius suportats Debian GNU/Linux, Fedora, Arch Linux, Windows 10 IoT
Taula 4.1.: Especificacions completes Raspberry Pi 3 Module B.
Aquest dispositiu ens proporcionara` l’opcio´ de controlar el robot, juntament amb la placa
BrickPi, i poder emmagatzemar o tractar les dades que agafin els sensors i en funcio´ d’aquestes
per tant actuar i fer que el robot avalu¨ı els seus moviments.
Tot i que la idea principal del sistema e´s implementar un web-server a la Raspberry de
manera que un cop connectada a Internet pugui accedir a un servidor o robot similar i poder
intercanviar dades amb un client. D’aquesta manera no sols es recol·lecten les dades del sensor
i s’actua de manera consequ¨ent sino´ que tambe´ comparteix les dades amb un servidor que les
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mostra a un client i aquest te´ l’opcio´ d’actuar consequ¨entment i afectar al comportament del
robot.
El motiu pel que Raspberry e´s un dispositiu tant adequant per aquesta tasca e´s perque` te´
una potencia me´s que suficient per suportar tots aquests processos, te´ un sistema de connexio´
a la xarxa integrat a la placa pel que facilita l’acce´s a Internet sense necessitat de cap modul
extern i te´ facilitats de hardware que permeten l’interaccio´ amb els sensors i motors elegits.
A part de totes les seves caracter´ıstiques internes s’ha de remarcar que la seva mida i pes e´s
molt inferior al que seria la placa o CPU d’un robot LEGO NXT com el que estem creant.
Figura 4.1.: Raspberry Pi 3 Model B.
Figura 4.2.: Raspberry Pi 3 Model B: Mides.
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4.1.2. BrickPi
BrickPi e´s una placa integrada per Raspberry, de la qual podem veure les especificacions en la
taula 4.4, fundada per Dexter Industries [Bri17], la qual permet adaptar la Raspberry en
qu¨estio´, des de la Raspberry Pi 2 a la 3, afegint la capacitat d’admetre connexions de motors
i sensors provinents de la gamma dels NXT LEGO MINDSTORM.
La funcio´ principal de BrcikPi, com ja hem comentat, e´s proporcionar una conversio´ de
connexions de NXT a les entrades de la Raspberry, pero` aquest dispositiu ha fet molt me´s que
proporcionar una adaptacio´ a uns motors, la idea d’aquesta placa e´s obrir les portes a tots
els projectes que vulguin ampliar les fronteres de un simple robot LEGO, anteriorment aquest
robots estaven limitats pel seu propi hardware ja que no podien mirar me´s enlla` de la CPU que
tenien, pero` BrickPi permet lliurar-se d’aquesta antiga CPU que nome´s permetia programar
els motors i sensor per passar a jugar amb totes les virtuts d’un dispositiu tant potent com la
Raspberry, afegint aixi totes les flexibilitats que pugui tenir, i per consequ¨e`ncia entrant al mo´n
de Internet of Things, si parlem de la Raspberry Pi 3 Model B.
Figura 4.3.: Model ba`sic de BrickPi.
Caracter´ıstiques BrickPi
Preu (Kit base) e99
Microcontrolador ARM7 32 bits-5V
Alimentacio´ 9 V
CPU 16 MHz
Memo`ria RAM Proporcionada per la Raspberry connectada
Memo`ria ROM Proporcionada per la Raspberry connectada
Entrades/Sortides 4-OUT/5-IN
Taula 4.2.: Especificacions BrickPi
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D’aquesta manera et permet convertir la Raspberry en el cervell del robot, el qual tambe´
gestionara` el web-server del qual ja hem parlat i explicarem profundament me´s endavant. Com
podem veure en les figures 4.4 i 4.5 el dispositiu en qu¨estio´ consta de ba`sicament 4 entrades
per sensors i 4 entrades per motors.
Figura 4.4.: Esquema de BrickPi mostrant la distribucio´ d’entrades pels motors.
Figura 4.5.: Esquema de BrickPi mostrant la distribucio´ d’entrades pels sensors.
Per poder incorporar la placa me´s la Raspberry en tot el sistema necessitem una proteccio´
ja que e´s el cervell del robot i el web-server i no ens podem arriscar a que caigui o altres peces
del sistema interfereixin, per tant hem optat per comprar la proteccio´ que Dexter Industries
recomana per protegir els dos components alhora, el qual podem veure en la figura 4.6.
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Figura 4.6.: Proteccio´ pel conjunt Raspberry Pi 2 o 3 + BrickPi.
4.1.3. Motors i Sensors NXT LEGO
De tots els sensors i motors del sistema utilitzarem un total de tres motors, un sensors d’ul-
trasons i un sensor de tacte o col·lisio´.
Pel que fa als motors, dos dels tres motors que utilitzarem aniran destinats al moviment
del robot, pel que se’ls hi afegira` una roda a cada motor i s’adjuntaran als laterals baixos del
robot.
Aquests motors tenen la caracter´ıstica que contenen un encoder, en el que les rotacions son
de 360o amb una precisio´ de ± 1o, a dins el qual ens permet controlar el motor per voltes
o angles. En principi aquest encoder l’utilitzarem al seu ma`xim en el tercer motor, ja que
aquest controlara` l’orientacio´ del sensor d’ultrasons, d’aquesta manera el robot podra` observar
obstacles en totes les direccions en cas d’estar limitat pels moviments de tot el cos d’aquest.
Figura 4.7.: Motor NXT LEGO.
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Voltatge Vel. Rotacio´ Corrent Pote`ncia Meca`nica Pote`ncia Ele`ctrica Eficie`ncia
4.5 V 33 rpm 0,60A 0,58W 2,70W 21,40%
7 V 82 rpm 0,55A 1,44W 3,85W 37,30%
9 V 117 rpm 0,55A 2,03W 4,95W 41,00%
12 V 177 rpm 0,58A 3,10W 6,96W 44,50%
Taula 4.3.: Especificacions segons el voltatge dels motors NXT.
Caracter´ıstiques Motor NXT
Preu e17
Pes 80 g
Amperatge sense carrega 60 mA
Amperatge amb carrega ma`xima 2 A
Taula 4.4.: Especificacions generals motor NXT.
Pel que fa al sensor ultraso`nic NXT, e´s un sensor de rang. Mesura la dista`ncia entre el sensor
i un objecte davant del sensor. Ho fa mitjanc¸ant l’enviament de sons breus i la mesura del
temps que triga el so a rebotar. En cone`ixer la velocitat del so, es pot calcular la dista`ncia a
l’objecte. Funciona igual que el sonar d’un submar´ı.
El sensor e´s un sensor digital. Retorna la dista`ncia a un objecte com un valor de bytes
expressat en cm. El valor de 255 te´ un significat especial, indica que no hi ha cap objecte dins
del rang de mesura.
Aix´ı, en teoria, el seu rang mı´nim e´s de 0 cm i el seu rang ma`xim e´s de 254 cm amb un marge
d’error de pm 3cm. En realitat, l’abast mı´nim e´s d’uns 7 cm. El rang ma`xim depe`n de l’objecte
a detectar, es poden detectar objectes grans i durs a un rang me´s llarg que els objectes petits i
suaus. Els ecos falsos poden limitar encara me´s l’abast pra`ctic. A la meva experie`ncia, sovint
es pot detectar una paret (gran i forta) si es troba dins d’un interval de dos metres, pero` per
a un senyal confiable ha d’estar dins d’un rang de 160 cent´ımetres.
El sensor te´ cinc maneres de funcionament, desactivat, continu, ping, captura i reset. Nome´s
els modes continu i ping funcionen correctament. El sensor es bloqueja en aquest mode i nome´s
es pot activar de nou utilitzant el mode de restabliment.
En mode continu el sensor fa mesuraments continus en un interval d’uns 35 mseg. Nome´s
detectara` l’objecte me´s proper.
En mode de ping, el sensor nome´s dura` a terme una mesura, despre´s d’aixo` es desactivara`.
Per a una nova mesura s’ha de tornar a posar en mode ping. El mode Ping te´ dos avantatges
sobre el mode continu. En mode continu, nome´s es pot tenir un sensor actiu, afegir un segon
sensor disturbi el resso` del primer sensor, ja que no es pot distingir entre un resso` del seu propi
so i un so d’un altre sensor. A la manera de ping, es pot assegurar que no hi hagi dos pings
emesos simulta`niament i, per tant, evitar disturbis. El segon avantatge de la manera de ping
ha de ser la capacitat del sensor per mesurar el rang de fins a vuit objectes. Tanmateix, aixo`
no funciona sense defectes. A vegades s’obtenen rangs estranys en alguns objectes. Pel que
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assumim que la capacitat dels sensors per filtrar els ecos falsos no e´s tan bona.
Figura 4.8.: Sensor ultraso`nic NXT LEGO.
El sensor ta`ctil o de col·lisio´ do´na al robot el sentit del tacte. Aquest detecta quan s’esta`
pressionant alguna cosa i quan es torna a alliberar.
E´s u´til per a una a`mplia varietat d’aplicacions. La punta de forma de mı´ssil taronja a la
part frontal, coneguda com a polsador, proporciona les habilitats ta`ctils. Quan es prem, el
polsador es mou cap enrere al sensor i completa un circuit ele`ctric, el que resulta en un flux
d’electricitat detectable per la NXT.
Quan s’allibera, el boto´ avanc¸a, el circuit es trenca i el flux ele`ctric s’atura. Per tant, aquesta
senzilla configuracio´ permet nome´s dues condicions possibles: premudes o alliberades.
De la mateixa manera que el sensor ta`ctil pot tenir dues condicions diferents, pot produir dos
valors o lectures diferents. Si es prem el boto´, el NXT llegeix el sensor ta`ctil com un valor de
1; Si no es pressiona, el NXT llegeix un valor de 0. Tanmateix, podem utilitzar aquests valors
de diverses maneres. Per exemple, podem utilitzar qualsevol de les segu¨ents condicions per
activar una reaccio´ en un robot:
• Quan es pressiona el sensor ta`ctil.
• Quan el sensor ta`ctil e´s alliberat.
• Quan es pressiona i deixa anar el sensor de contacte (e´s a dir, colpejat).
Si mirem de prop el boto´ en la figura 4.9, veurem un forat en forma d’eix. Aquest forat acull
els eixos LEGO, que ens permeten personalitzar el boto´. Podem utilitzar el sensor ta`ctil per
fer que el robot reprengui les coses: un brac¸ robo`tic equipat amb un sensor ta`ctil permet que
el robot sa`piga si hi ha alguna cosa al brac¸ per agafar. O podem utilitzar un sensor ta`ctil per
fer que el nostre robot actu¨ı en una ordre.
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Figura 4.9.: Sensor de col·lisio´ NXT LEGO.
4.1.4. Raspberry Camera Module v2
El Raspberry Pi Camera Module v2 e´s un sensor d’imatge Sony IMX219 [Ras17a] de 8 me-
gap´ıxeles d’alta qualitat, dissenyat a mida per Raspberry Pi, amb una lent de focus fixa.
El mo`dul de la ca`mera es pot utilitzar per obtenir v´ıdeos d’alta definicio´, aix´ı com foto-
grafies. E´s fa`cil d’utilitzar per als principiants, pero` te´ molt a oferir als usuaris avanc¸ats si
voleu ampliar el vostre coneixement. Hi ha molts exemples en l´ınia de persones que l’utilitzen
per a l’u´s del temps, la ca`mera lenta i altres habilitats de v´ıdeo. Tambe´ podeu utilitzar les
biblioteques que empaquetem amb la ca`mera per crear efectes.
La ca`mera funciona amb tots els models de Raspberry Pi 1, 2 i 3. Es pot accedir a trave´s de les
API MMAL i V4L, i hi ha nombroses biblioteques de tercers, incloses la biblioteca Picamera
de Python.
Especificacions Raspberry Pi Camera Module v2
Preu e25
Mida 25mm x 23mm x 9mm
Pes 3 g
Resolucio´ 8 MP
Sensor Sony IMX219
Captura de v´ıdeo 1080p@30fps
720p@60fps
VGA@90fps
Compatibilitat Raspberry 1, 2 i 3
Mida cable FFC 15 cm
Taula 4.5.: Especificacions completes Raspberry Pi Camera Module v2.
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Figura 4.10.: Raspberry Pi Camera Moduel v2.
Figura 4.11.: Dimensions Raspberry Pi Camera Module v2.
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4.2. Serveis Web
Un cop introdu¨ıt tots els components ele`ctrics ens disposem a profunditzar en els elements que
componen el client web i web-server. Me´s endavant en l’explicacio´ del sistema mirarem amb
detall el funcionament d’aquest en si i dels programes i components.
4.2.1. Client
4.2.1.1. HTML
HTML (acro`nim d’Hyper Text Markup Language, en catala`, l.llenguatge de marcat d’hiper-
text”), e´s un llenguatge de marcat que deriva de l’SGML dissenyat per estructurar textos i
relacionar-los en forma d’hipertext. Gra`cies a Internet i als navegadors web, s’ha convertit en
un dels formats me´s populars que existeixen per a la construccio´ de documents per a la web.
HTML pot incrustar programes escrits en un llenguatge de script com JavaScript que afecten
el comportament i el contingut de les pa`gines web. La inclusio´ de CSS defineix l’aspecte i el
disseny del contingut.
Els documents HTML impliquen una estructura d’elements HTML nidificats. Aquests so´n
indicats en el document per etiquetes HTML, tancats entre clauda`tors per tant: <p>.
En el cas general senzill, l’extensio´ d’un element s’indica mitjanc¸ant un parell d’etiquetes:
una ”etiqueta d’inici” <p> i ”etiqueta final” </p>. El contingut del text de l’element, si s’es-
cau, se situa entre aquestes etiquetes.
Les etiquetes tambe´ poden incloure un marcat d’etiquetes entre l’inici i el final, incloent una
barreja d’etiquetes i text. Aixo` indica altres elements, com a fills de l’element primari.
L’etiqueta d’inici tambe´ pot incloure atributs dins de l’etiqueta. Aquests indiquen una altra
informacio´, com ara identificadors per a seccions del document, identificadors que s’utilitzen
per enllac¸ar la informacio´ d’estil amb la presentacio´ del document i per a algunes etiquetes
com la <img> que s’utilitza per inserir imatges, la refere`ncia al recurs d’imatge.
Alguns elements, com ara el salt de l´ınia, no permeten cap contingut incrustat, ni text ni
etiquetes addicionals. Aquests requereixen nome´s una etiqueta buida (semblant a una etiqueta
d’inici) i no utilitzeu una etiqueta final.
Moltes etiquetes, en particular, l’etiqueta final de tancament per a l’element de para`graf <p>
d’u´s molt habitual, so´n opcionals. Un navegador HTML o un altre agent pot inferir el tanca-
ment del final d’un element del context i les regles estructurals definides per l’esta`ndard HTML.
Aquestes regles so´n complexes i no comprenen a`mpliament la majoria dels codificadors HTML.
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Exemple
<!DOCTYPE html>
<html>
<head>
<title>This is a title</title>
</head>
<body>
<p>Hello world!</p>
</body>
</html>
4.2.1.2. CSS
Cascading Style Sheets (CSS) e´s un llenguatge de fulls d’estil utilitzat per descriure la sema`ntica
de presentacio´ (l’aspecte i format) d’un document escrit en un llenguatge de marques. La seva
aplicacio´ me´s comuna e´s dissenyar pa`gines web escrites en HTML i XHTML, pero` el llenguatge
tambe´ pot ser aplicat a qualsevol classe de document XML, incloent-hi SVG i XUL.
CSS esta` dissenyat principalment per permetre la separacio´ de contingut del document (escrit
en HTML o un llenguatge de marques similar) de la presentacio´ del document, incloent-hi
elements com la disposicio´, colors, i fonts. Aquesta separacio´ pot millorar l’accessibilitat al
contingut, proporcionar me´s flexibilitat i control en l’especificacio´ de caracter´ıstiques de pre-
sentacio´, permetre que mu´ltiples pa`gines comparteixin un format comu´, i redueix complexitat
i repeticio´ en el contingut estructural.
CSS tambe´ pot deixar la mateixa pa`gina de marques ser presentada en estils diferents mit-
janc¸ant me`todes de render diferents. Mentre que l’autor d’un document t´ıpicament associa els
documents amb un full d’estil CSS, els lectors poden utilitzar un full d’estil diferent, potser un
al seu propi ordinador, per invalidar aquell que l’autor ha especificat.
CSS especifica un esquema de prioritat per determinar quines regles d’estil s’apliquen si me´s
d’una regla esta` associada amb un element en particular. En aquests fulls, anomenats en cas-
cada, es calculen prioritats o pesos i s’assignen a regles, de manera que els resultats siguin
previsibles.
Per exemple, en HTML pre-CSS, un element d’encapc¸alament definit amb el text blau s’escriura`
com:
<h1><font color="blue"> My text. </font></h1>
Mitjanc¸ant CSS, el mateix element es pot codificar amb propietats d’estil en comptes d’atributs
de presentacio´ HTML:
<h1 style="color: blue;"> My text. </h1>
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Un fitxer CSS ”extern”, tal com es descriu a continuacio´, es pot associar a un document HTML
utilitzant la segu¨ent sintaxi:
<link href="path/to/file.css" rel="stylesheet" type="text/css">
Es pot escriure un codi CSS intern a la seccio´ de capc¸alera del codi. La codificacio´ s’inicia amb
l’etiqueta d’estil. Per exemple:
<style>
h1 {color: blue;}
</style>
4.2.1.3. Javascript
JavaScript e´s un llenguatge d’execucio´ interpretat d’alt nivell, dina`mic, interpretat en temps
d’execucio´, basat en el concepte de prototipus (here`ncia per delegacio´). E´s conegut sobretot
pel seu u´s en pa`gines web, pero` tambe´ s’utilitza en altres aplicacions.
Malgrat el seu nom, JavaScript no deriva del llenguatge de programacio´ Java, pero` tots dos
compartixen una sintaxi similar inspirada en el llenguatge C. Sema`nticament, JavaScript e´s
me´s pro`xim als llenguatges Self i ActionScript. El nom ”JavaScript”e´s una marca registrada
per Oracle Corporation.
Javascript te´ una API per treballar amb text, matrius, dates, expressions regulars i manipu-
lacio´ ba`sica del DOM, pero` no inclou APIs de xarxa, emmagatzematge o sofisticades gra`fiques,
sino´ que confia en que les API posen a disposicio´ del seu entorn host.
Alguns exemples de Javascript com ara; les variables, es poden definir utilitzant la paraula
clau var:
var x; // Defineix la variable i la deixa en "undefined".
var y = 2; // Defineix la variable i li desa el numero 2.
var z = "Hello, World!"; // Defineix la variable i li desa el text en qu¨estio´.
Algun altre exemple com l’impressio´ d’algun cara`cter, objecte, variable, etc en la consola del
navegador:
console.log("Hello World!");
Evidentment hi ha molts me´s elements en Javascript aix´ı que s’aniran veien me´s endavant en
l’explicacio´ del sistema per part del client.
4.2.2. Web-Server
4.2.2.1. Flask
Flask e´s un micro web framework escrit en Python i basat en el kit d’eines Werkzeug i el motor
de plantilla Jinja2. Flask s’anomena microestructura perque` no requereix eines o biblioteques
concretes. No te´ capa d’abstraccio´ de bases de dades, validacio´ de formularis, o qualsevol
altre component on les biblioteques de tercers preexistents proporcionin funcions comunes.
Tanmateix, Flask suporta extensions que poden afegir funcions d’aplicacio´ com si s’apliquessin
en Flask.
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El segu¨ent codi mostra un aplicacio´ web molt simple que envia ”Hello world!”:
from flask import Flask
app = Flask(__name__)
@app.route("/")
def hello():
return "Hello world!"
if __name__ == "__main__":
app.run()
4.2.2.2. Websockets
WebSocket e´s un protocol de comunicacions per ordinador, que proporciona canals de comu-
nicacio´ full-duplex a trave´s d’una u´nica connexio´ TCP.
WebSocket esta` dissenyat per ser implementat en navegadors web i servidors web, pero` pot
ser utilitzat per qualsevol aplicacio´ client o servidor. El protocol WebSocket e´s un protocol
independent basat en TCP. La seva u´nica relacio´ amb HTTP e´s que els servidors HTTP
interpreten la seva encaixada de mans com a sol·licitud d’actualitzacio´. El protocol WebSocket
permet la interaccio´ entre un navegador i un servidor web amb despeses generals me´s baixes,
facilitant la transfere`ncia de dades en temps real des de i cap al servidor. En el nostre cas per
exemple s’utilitza per evitar obrir i tancar conexions per transmetres moltes dades seguides al
mateix dest´ı.
Actualment, el protocol WebSocket e´s compatible amb la majoria de navegadors, inclosos
Google Chrome, Microsoft Edge, Internet Explorer, Firefox, Safari i Opera. WebSocket tambe´
requereix que les aplicacions web del servidor ho suportin.
Quan tractem amb websockets hem de considerar la compatibilitat amb els navegadors els
quals volem fer servir o considerem que intervindrien en la nostre aplicacio´, podem veure com
la taula 4.6 ens permet veure les compatibilitats de versions amb els navegadors.
Protocol Internet Explorer Firefox Chrome Safari Opera Android Browser
hixie-75 4 5.0.0
hixie-76 4 6 5.0.1 11
hybi-00 4 6 5.0.1 11
hybi-07, v7 6
hybi-10, v8 7 14
RFC 6455, v13 10 11 16 6 12,10 4,4
Taula 4.6.: Taula de compatibilitat de versions (versio´ websocket - versio´ navegador).
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4.2.2.3. Caddy
Caddy, tambe´ conegut com el servidor web Caddy, e´s un servidor web de codi obert, HTTP /
2 escrit en Go. Utilitza la biblioteca esta`ndard Go per a la seva funcionalitat HTTP.
Una de les caracter´ıstiques me´s destacables de Caddy e´s permetre HTTPS per defecte. E´s
el primer servidor web de propo`sit general que ho fa sense requerir configuracio´ addicional.
Caddy activa HTTPS de manera predeterminada per a llocs amb noms de domini qualificats
(noms per als quals es pot negociar un certificat TLS a trave´s del protocol ACME) i redirigeix
les sol·licituds HTTP a HTTPS. Obte´ els certificats necessaris durant l’inici i els mante´ renovats
durant la durada del servidor.
Let’s Crypt [Cer17] e´s l’autoritat de certificat predeterminada, pero` l’usuari pot persona-
litzar l’ACME CA que s’utilitza, que sovint e´s necessari per a la prova de configuracions. A
partir del primer trimestre de 2016, Caddy va representar un 2% de certificats emesos per Let’s
Encrypt.
Algunes de les caracter´ıstiques de Caddy son:
• HTTP / 1.1 (text sense format HTTP) i HTTP / 2 (per defecte per a connexions
HTTPS).
• HTTPS, ja sigui automa`ticament habilitat i administrat, o configurat manualment.
• Virtual hosting (Diversos llocs al mateix port).
• IPv4 i IPv6.
• Proxy invers (HTTP o WebSockets).
• Redireccions.
• Navegacio´ d’arxius.
• Acce´s, error i registres de processos.
• FastCGI Proxy [Int17a]
• Possibilitat d’afegir un sistema de contenidors com Dockers.
4.2.2.4. Dockers
Docker e´s una software que proporciona un sistema de contenidors, promoguda per l’empresa
Docker, Inc. Docker proporciona una capa addicional d’abstraccio´ i automatitzacio´ de la virtu-
alitzacio´ del sistema operatiu en Windows i Linux. Docker utilitza les caracter´ıstiques d’a¨ılla-
ment de recursos del nucli de Linux, com ara cgroups[Int17b] i kernel namspaces[ker17], i un
sistema de fitxers capac¸ d’unir, com OverlayFS i altres, per permetre que els c¸ontenidors¨ınde-
pendents s’executin dins d’una u´nica insta`ncia de Linux, evitant la sobreca`rrega d’iniciar i
mantenir ma`quines virtuals.
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Figura 4.12.: Diagrama explicatiu de Docker.
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En aquest apartat explicarem el sistema final del projecte, el disseny que hem triat i com
funciona, explicarem l’estructura del disseny i l’implementacio´ de tot plegat.
5.1. Disseny i estructura del sistema
Com podem veure a la figura 5.1, hem separat el disseny en quatre blocs, la part del client on
interve´ el navegador web, un servidor proxy que ve a continuacio´, en el qual interve´ el servidor
d’Amazon el qual parlarem me´s endavant, posteriorment el router en el qual redirecciona les
connexions necessa`ries i el robot en si, el qual conte´ el web-server i evidentment el hardware
d’aquest.
Figura 5.1.: Diagrama explicatiu del disseny del sistema.
Inicialment el client es connecta a un domini, que hem comprat (aplans.cat), en el qual hem
habilitat un espai web per al projecte; rpi.aplans.cat. D’aquesta manera al connectar-se el
client a la web, rpi.aplans.cat redirecciona la connexio´ cap al servidor, i aquest passa pel
router, segueix fins al web-server, el qual li proporciona els fitxer HTML que ha de retornar
al client i es mostra al client la pa`gina web del robot.
En una instruccio´ ba`sica un cop dins la web, el sistema funciona de manera que el client envia
una ordre per que el robot actu¨ı en consequ¨e`ncia, inicialment la versio´ anterior del sistema no
tenia cap servidor proxy pel que s’entrava al router i aquest et redireccionava al robot, un cop
dins el robot, el servidor web d’aquest rebia l’accio´ i enviava al hardware l’accio´ corresponent,
en cas de que hi hague´s necessitat d’un ”feedback”o resposta, aquest enviaria de tornada cap
al client el resultat.
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Tot i aixo` ens vem adonar que al entrar des de la mateixa IP al domini que hav´ıem prede-
terminat entra`vem a la configuracio´ del router, com es d’esperar, si vol´ıem entrar la pa`gina
web del robot hav´ıem d’especificar el port per on hav´ıem configurat el router que vol´ıem que
sort´ıs.
No e´s cap error o inconvenient rellevant, pero` per facilitar l’acce´s al robot per la gent que
coincid´ıs a la mateixa xarxa del robot hem arribat a la conclusio´ que podr´ıem fer intervenir
un servidor el qual fes de reverse proxy amb l’objectiu que inclu´s quan volgue´ssim accedir des
del mateix Wi-Fi haur´ıem de passar pel servidor proxy i no haur´ıem d’especificar el port.
Cal destacar que el motiu del servidor entremig del client i el router no sols e´s per solucionar
aquest problema sino´ per poder incorporar i provar una nova eina, la qual ja hem explicat,
que e´s Caddy. I el motiu d’aquest e´s el fet de poder fer un reverse proxy o proxy invers amb
facilitat i a la vegada poder afegir HTTPS a la web sense entrelligar-se la configuracio´.
5.2. Assemblatge del robot
El robot estara`, com ja hem dit, constru¨ıt amb peces dels kits LEGO NXT que la universitat
ens proporciona, l’estructura es basara` en dos motors laterals, amb les seves respectives rodes,
situats de manera que juntament amb una tercera roda lliure (sense cap motor que la controli)
al darrere sigui capac¸ de moure’s en qualsevol direccio´.
Per a les rodes del motor tenim dos tipus, unes me´s grans que les altres, en el nostre cas
posarem les me´s petites, les quals ja son suficients pel moviment del robot sense dificultat, la
tria ha estat influenciada pel fet de que les rodes grans farien que el robot consumis me´s i que
en part li costes me´s moure’s a me´s a me´s nomes aconseguir´ıem fer l’estructura del robot me´s
gran del desitjat.
Sabent com col·locarem la part baixa del robot, el qual engloba els motors de les rodes
i el moviment del robot, afegirem els sensors al les posicions me´s optimes per la deteccio´
d’obstacles.
Primerament situarem el sensor de col·lisio´ a la part frontal-baixa del robot, de manera que
en cas de xoc frontal el sensor es el primer component del robot en col·lisionar amb l’obstacle.
Com hem vist, el sensor no e´s un component gaire gran i podria ser el cas en que el xoc
passes en circumsta`ncies on el sensor no sigui el primer en detectar la col·lisio´ sino´ les rodes,
en aquest cas estar´ıem parlant d’un xoc frontal-lateral en el que el sensor no seria conscient de
la col·lisiso´.
Per saber poder evitar aquest casos se li construeix al robot un para-xocs que cobreix tota
la part frontal-baixa amb el sensor de col·lisio´ sent l’u´nic component que toca interiorment el
para-xocs. D’aquesta manera aconseguim que qualsevol tipus de xoc frontal passi primer pel
sensor de col·lisio´.
En quant al sensor ultraso`nic, el col·locarem a una altura que pugui detectar un obstacle
d’alc¸ada mitja, per tant el posarem a la part alta del robot, considerant que l’alc¸ada del robot
no e´s gaire gran. D’aquesta manera podrem detectar un obstacle amb seguretat.
Tot i aixo` posar nome´s el sensor en el robot podria comprometre la seguretat en alguns
moments, per exemple, en cas de que el robot es veie´s acorralat en una situacio´ on no pugues
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moure’s ni endavant ni als costats, de la manera en que el robot es muntaria amb nome´s el
sensor ultraso`nic sol, el robot esta` obligat a moure els motors de les rodes per comprovar
obstacles al costat pel que el robot en s´ı esta girant a la dreta i esquerra per fer les deteccions,
ara be´ en aquest cas mencionat no seria possible.
Per solucionar aquest problema hem habilitat un motor en la part superior del robot que
controla el sensor ultraso`nic, aix´ı el robot pot comprovar direccions sense necessitat de moure’s
ell, sino´ que te la opcio´ de moure nome´s el sensor com qui gira el cap per mirar si es pot o no
es pot moure
Un cop hem situat tots els components de deteccio´ i moviment ens falta col·locar la Raspberry
Pi 3 juntament amb la BrickPi unides, Com aquests components son els que centralitzen tots
els sensors i motors la millor manera de col·locar-los e´s posant-los al mig del robot de manera
que els cables arribin per igual a tot arreu.
Tot i aixo` hem de considerar que posar aquests dos components al mig crea el problema de
que no es poden afegir co`modament ja que no son peces LEGO i per tant no tenen els forats
de muntura. Tot i aixo`, no e´s un problema ja que com be´ hem descrit abans incorporarem
una proteccio´ per al conjunt de Raspberry i BrickPi. Aquesta proteccio´ ve especialitzada per
estructures LEGO pel que muntar tot el pack al mig del robot es simplifica enormement.
Finalment ens falta especificar l’alimentacio´ del sistema i com incloure aquest al robot
f´ısicament. Per elegir un me`tode per alimentar tot el sistema hem considerat, primerament,
els me`todes d’alimentacio´:
• Pack de bateries 6xAA / 8xAA. Es pot alimentar el sistema via BrickPi utilitzant un pack
de piles 6xAA o 8xAA.
Figura 5.2.: Pack de bateries 6xAA i 8xAA.
• USB Mirco. Podem utilitzar el cable micro USB per alimentar la Raspberry i en con-
sequ¨e`ncia la resta del sistema.
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Figura 5.3.: USB Micro.
• USB Micro + Pack de bateries. Podem alimentar la Raspberry i BrickPi a la vegada de
manera que podr´ıem proporcionar me´s alimentacio´ en cas de necessitar-la.
• Alimentacio´ personalitzada. Podem afegir altres tipus d’alimentacio´ amb la condicio´ que
no superi els 12V i que les connexions siguin les pertinents.
Sabent quin tipus d’alimentacio´ pot rebre el nostre sistema hem avaluat les avantatges i
inconvenients de quina e´s la me´s o`ptima per al sistema final i quines es poden utilitzar en
altres ocasions.
• Pack de bateries 6xAA / 8xAA.
Avantatges
– El robot te´ mobilitat.
– Els motors operen a pote`ncia ma`xima.
Inconvenients
– La bateria dura 1 - 2 hores.
– Si hi ha una ca`rrega forta en el USB potser no es proporciona suficient energia.
– Un gran us de la Raspberry podria reiniciar el dispositiu.
• USB Mirco.
Avantatges
– La vida de la bateria s’augmenta considerablement.
– Els motors operen a pote`ncia ma`xima.
– Els sensors operen a pote`ncia ma`xima.
– Pot aguantar un gran u´s de la Raspberry.
– Doble alimentacio´ al sistema.
Inconvenients
– El pes del robot augmenta en cas de que es posi una bateria que subministra via
USB.
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– La vida de la bateria e´s me´s llarga pero` limitada.
– L’ordre i temps en que s’afegeix la segona bateria podria reiniciar la Raspberry si
no es fa correctament.
• USB Micro + Pack de bateries.
Avantatges
– Temps de vida de bateria il·limitat.
– Capac¸ de aguantar un gran us de la Rapsberry.
– Consum il·limitat per a la Raspberry.
Inconvenients
– El robot no es mo`bil en cas de estar connectat a la corrent i en cas de tenir una
bateria que subministra via USB no e´s suficient per a alimentar tot el sistema
correctament i al ma`xim com en el cas dels packs de bateria.
– Els motors no funcionen al rendiment ma`xim.
– Pot ser que el sensor ultraso`nic no funcioni.
– Nome´s els sensors que requereixin un consum baix o mı´nim podran funcionar.
Per tant, com podem veure a la taula 5.1, on podem apreciar tots els usos de les diferents
opcions, utilitzarem l’opcio´ del pack de bateries + el USB. Amb la difere`ncia que en comptes
d’utilitzar piles utilitzarem la bateria que vindria per defecte en un robot LEGO NXT modifi-
cada amb la connexio´ d’alimentacio´ del BrickPi, ja que les piles es gastarien relativament ra`pid
i estar´ıem malgastant i tirant moltes piles. D’aquesta manera podem recarregar la bateria en
quant se’ns acabi i no tenim tantes complicacions ni despeses externs.
Per altre banda alimentarem la Raspberry Pi 3 amb una bateria externa de 9V apuntant a
substituir el que seria la connexio´ a la corrent que tindria en altre cas pero` que li privaria la
mobilitat al robot.
Per tant el robot tindria dos bateries externes, una que alimenta a la Raspberry i l’altre
alimentant a BrickPi.
Pack de bateries Pack de bateries + USB Micro USB Micro
Robots de requeriments baixos Solucio´ final del sistema Programacio´ del robot
Taula 5.1.: Conclusions de l’alimentacio´ del sistema.
5.3. Configuracio´ de la Raspberry
Un cop sabem quin muntatge portar a terme i amb quines especificacions, el primer pas e´s
configurar la Raspberry amb un sistema operatiu compatible amb els objectius del nostre
projecte, principalment ha de ser un que sigui afable al u´s de BrickPi.
Inicialment hem pensat en posar Raspbian [OS17], que te´ varis softwares pre-instal·lats com
Python, Java, etc. O Noobs [Ras17c] el qual e´s un sistema operatiu me´s simple que conte´
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Raspbian dins, amb la difere`ncia de simplicitat en el funcionament del sistema.
De totes maneres hav´ıem de considerar instal·lar tots els components necessaris per la com-
patibilitat amb BrickPi la ca`mera de la Raspberry i deme`s, pel que buscant, vem trobar Dexter
Industries Raspbian Flavour SO [Ras17b], un sistema operatiu basat en Raspbian pero` mo-
dificat per adaptar-se al u´s de BrickPi i robots amb objectius similars al nostre.
Seguidament, amb l’intencio´ de posar el sistema operatiu triat en la SD que posteriorment
introduirem en la Rapsberry, hem instal·lat etcher.io al ordinador.
Etcher [Sis17] e´s una eina que et permet Instal·lar sistemes operatius a targetes SD i USBs.
Primerament introdu¨ım el sistema operatiu recomanat per Dexter Industries que ja hem
descarregat pre`viament, i el sel·leccionem en el instal·lador de Sistemes Operatius, com mostra
la figura 5.4.
Figura 5.4.: Sel·leccio´ d’imatge a Etcher.
Posteriorment un cop hem sel·leccionat el sistema operatiu i el dipositiu f´ısic on el volem
instal·lar, en el nostre cas la SD de la Raspberry, nome´s fa falta donar al boto´ de Flash! per
que l’instal·lador pugui posar el sistema en la SD, finalment si tot ha sortit be´ podrem veure
una pantalla com la que mostra la figura 5.5.
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Figura 5.5.: Pantalla final d’Etcher.
5.4. Implementacio´ del servidor web
5.4.1. Estructura de l’aplicacio´
Primerament explicarem l’estructura del servidor web que hem implementat en la Raspberry,
la qual podem veure completa a la figura 5.6.
La carpeta principal l’hem anomenat FlaskApp i e´s la carpeta que conte´ tot el servidor web.
Per entendre la divisio´ de subcarpetes que hi ha dins d’aquesta primer hem de saber que
textttFlask funciona de manera que necessita una carpeta anomenada templates, la qual
contindra` tots els fitxers HTML que pugui tenir la teva aplicacio´, ja que Flask fa refere`ncia
als fitxers HTML com a templates.
De la mateixa manera Flask es refereix a tots els elements esta`tics, com elements de Javas-
cript, CSS, imatges, etc, amb una carpeta anomenada static.
Per tant, la subdivisio´ de carpetes de l’aplicacio´ es basara` en dos gran grups static i
templates.
A part dels elements esta`tics i HTML tambe´ conte´ els programes Python que fan que el servidor
funcioni de la manera desitjada. En el nostre cas tenim varis fitxers Python __init__.py,
camera.py, state_robinson2.txt, motor_socket.py i alguns altres me´s similars als que hem
mencionat.
• init .py. E´s el que controla la connexio´ principal, on hi ha el menu´ principal i les
redireccions a les pa`gines secundaries a part de controlar la transmissio´ de v´ıdeo en
directe.
• motor socket.py. Obra una connexio´ websocket per poder rebre i enviar ordres de
moviment als motors i sensors del sistema, s’encarrega de controlar tots els motors i
sensors del sistema.
• camera.py. Conte´ les funcions i la configuracio´ ba`sica per que la ca`mera de les Raspberry
faci streaming o emissio´ de v´ıdeo en directe al client..
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• state robinson2.txt. Aquest fitxer de text conte´ un simple 1 o 0 en funcio´ de la
disponibilitat de la pa`gina web en qu¨estio´. Aquesta caracter´ıstica l’hem implementat ja
que en algunes de les web secunda`ries nome´s pot accedir un usuari a a l’hora de manera
que necessita`vem un me`tode per definir si podien o no podien entrar en funcio´ de la
disponibilitat de la web.
Figura 5.6.: Estructura de l’aplicacio´ web.
La idea principal en el servidor e´s tenir el __init__.py que controli el menu´ principal i la
transmissio´ en directe de v´ıdeo quan es redireccioni l’acce´s a qualsevol pa`gina secunda`ria que
necessiti una visualitzacio´ en directe de la ca`mera. I per altre banda el programa que obre els
diferents websockets per a cada tasca que els necessiti.
Aix´ı doncs el fitxer __init__.py s’haura` d’executar el primer per preparar el menu´ principal
i les eines necessa`ries per la transmissio´ de v´ıdeo en directe i posteriorment hem d’executar el
motor_socket.py el qual conte´ els establiments de connexio´ dels websockets necessaris.
En el nostre cas obrim un websocket pels sensors i un altre pels motors, de manera que no
hi hagi conflicte d’informacio´ o sobrecarrega de ordres en una mateixa connexio´.
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5.4.2. Menu´ principal i redireccionament
Inicialment en el servidor hem hagut de crear la part que controla el menu´ principal, la que
permet redirigir i comprovar la disponibilitat de les pa`gines i on posteriorment se li ha afegit
la part del servidor on permet transmetre v´ıdeo en directe.
Tot aquesta part esta` implementada en el __init__.py com ja hem mencionat. Pel que fa
a la gestio´ de pa`gines secunda`ries, hem implementat un me`tode que en el moment en que es
prem el boto´ per moure’s cap a una altre pa`gina es fa una peticio´ al servidor la qual comprova
la disponibilitat de la pa`gina i posteriorment redirecciona si esta` lliure, en el cas de que la
pa`gina requereixi validacio´ de disponibilitat.
A continuacio´ veurem l’implementacio´ de la part inicial de la web des del punt de vista del
servidor, e´s a dir, el menu´ principal i el redireccionament.
@app.route(’/’)
def main(name=None):
return render_template("menu.html", name=name)
En aquest tros de codi podem veure el me`tode utilitzat per mostrar el menu´ principal al
entrar a la web. Flask funciona de manera que al entrar en la pagina principal, o root (amb
el simbol: /), s’executa la funcio´ main la qual carrega el fitxer menu.html.
Per altre banda tenim la part que s’encarrega de les redireccions a pa`gines secunda`ries, la qual
podem veure en la segu¨ent pec¸a de codi:
# Redirecting
@app.route(’/robinson2’, methods=[’GET’, ’POST’])
def robinson2():
if request.method == ’GET’:
if check_robinson2() == "free":
response = make_response(render_template(’robinson2.html’))
return response
else:
response = make_response(render_template(’busy.html’))
return response
Com podem veure el que fa el servidor e´s esperar a la peticio´ de redireccionament, en aquest
cas a /robinson2, per a executar la funcio´ robinson2().
En aquesta, inicialment, es fa la comprovacio´ de la disponibilitat de la pa`gina i es retorna
una resposta que redirecciona al client a la pa`gina adequada depenent de si esta` ocupat o
lliure. L’avaluacio´ de la disponibilitat es du a terme mitjanc¸ant la funcio´ check_robinson2(),
la qual podem veure implementada seguidament:
def check_robinson2():
f = open(’state_robinson2.txt’, ’r’)
content = f.read()
f.close()
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if content[0] == "0":
# Fitxer a 0 -> Web lliure
f = open(’state_robinson2.txt’, ’w’)
f.write("1")
f.close()
return "free"
elif content[0] == "1":
# Fitxer a 1 -> Web ocupada
return "busy"
else:
print("Argument out of range")
Aquesta funcio´ permet avaluar si la pa`gina en qu¨estio´ esta` disponible, aixo` ho fa llegint un
fitxer txt el qual es posa en 1 quan un usuari entra a la pa`gina i a 0 quan surt. Aquesta funcio´
retorna free o busy en funcio´ de si la pa`gina esta` lliure o ocupada en aquell instant.
Amb aquest me`tode ens hem trobat que hi havia algun inconvenients, com per exemple el
cas en que es tanques el PC, navegador o pestanya del client, el fitxer de disponibilitat es
quedaria amb un 1 i per tant ocupat ja que el usuari no hauria sortit be´, per solucionar aquest
problema el que es fa e´s aplicar un me`tode de polling que consta de que amb Javascript es
vagi sobreescrivint l’estat de la disponibilitat del fitxer com a ocupat cada X mili-segons aix´ı
doncs mentrestant hi hagi un usuari actiu a la pa`gina el fitxer estara` en 1 (ocupat) i en el
moment que surt, de qualsevol manera, el servidor sobreescriura` el valor per 0 (lliure), ja que
te´ un temporitzador o timer en segon pla (via Python Threads) que ho sobreescriu.
Pel timer del servidor hem utilitzat Python Threads ja que un timer o un bucle bloquejant
en un servidor bloquejaria el programa evitant rebre cap dada o ordre del client, d’aquesta
manera tot es fa en segon pla sense afectar al programa principal. A continuacio´ veiem la crida
al timer:
if __name__ == "__main__":
@setInterval(31)
def function():
enable_robinson2()
function()
app.run(host=’0.0.0.0’, port=80, threaded=True)
Seguidament veiem l’implementacio´ del timer amb Threads per poder comprovar i modificar
la disponibilitat de la pa`gina:
def enable_robinson2():
print("State to 0")
f = open(’state_robinson2.txt’, ’w’)
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f.write("0")
f.close()
def timer_robinson2(seconds):
sleep(seconds)
enable_robinson2()
def setInterval(interval):
def decorator(function):
def wrapper(*args, **kwargs):
stopped = threading.Event()
def loop():
while not stopped.wait(interval):
function(*args, **kwargs)
t = threading.Thread(target=loop)
t.daemon = True
t.start()
return stopped
return wrapper
return decorator
• enable robinson(). Modifica l’estat de disponibilitat de la pa`gina a lliure.
• timer robinson2(seconds). Implementacio´ del timer amb seconds com a argument
modificant de la duracio´ d’aquest.
• setInterval(interval). Crida al timer en segon pla mitjanc¸ant Python Threads amb
un interval definit per l’argument en la funcio´; interval.
5.4.3. Tractament sensorial
Pel tractament dels sensors, l’enviament, rebuda de dades i control, com hem mencionat,
utilitzarem una connexio´ websocket de Flask per poder intercanviar dades entre el servidor i
el client.
Per aixo` cal explicar el funcionament de com es reben i envien les dades des del servidor.
Primerament, s’obre el websocket des del servidor i el client estableix la connexio´ amb aquest.
Un cop establida la connexio´, per tal de tenir una mesura en temps real de les lectures del
sensor ultraso`nic i sensor de col·lisio´ s’ha de tenir un mostreig amb un temps petit per tal de
que podem acostar-nos a tenir una lectura en temps real d’aquest i per tant poder reaccionar
a temps a qualsevol obstacle.
Com a temps de mostreig, el client anira` demanant de manera cont´ınua al servidor dades del
sensor cada 200 ms. Aix´ı doncs, el servidor cada 200 ms estara` rebent una peticio´ de lectura
del sensor que un cop executi enviara` al client i aquest mostrara` per pantalla.
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A continuacio´ podem veure l’implementacio´ des del punt de vista del servidor del tractament
de peticions i enviament de dades.
@sockets.route(’/sensor’)
def manage_socket(ws):
while not ws.closed:
message = ws.receive()
# Echo
# ws.send(’WS: ’ + str(message))
# State Machine
if message == ’info_sensor’:
ws.send(get_sensor())
elif message == ’Connection established’:
ws.send(’WS2: Ready’)
print("Socket2 Established")
else:
ws.send("Error: Order not in SM")
Com podem veure sempre que rebem un missatge es guarda en una variable, la qual utilitzem
per identificar la peticio´ del client. Si aquest missatge e´s; info_sensor, sabem que el client
esta` demanant la lectura del sensor i per tant s’executa la funcio´ get_sensor quina podem
veure implementada a continuacio´:
def get_sensor():
BrickPiUpdateValues()
ultrasonic = str(BrickPi.Sensor[UltrasonicSensor])
bumper = str(BrickPi.Sensor[bumperSensor])
return str(ultrasonic + "," + bumper)
• get sensor. Llegeix els valors actuals dels sensors, ultraso`nic i de col·lisio´, i retorna un
string amb l’estructura: [valor ultraso`nic, valor col·lisio´].
5.4.4. Tractament del moviment
En el tractament de moviment hem utilitzat la llibreria BrickPi, que s’utilitza per poder
controlar els motors, sensors i components en general de LEGO NXT. En el nostre cas, com
ja hem explicat, utilitzarem motors NXT, un sensor ultraso`nic NXT i un sensor de ta`cte o de
col·lisio´ tambe´ dels NXT, per aquest motiu les funcions i elements principals de la llibreria que
utilitzarem son; MotorSpeed[], BrickPiUpdateValues(), Sensor[] i d’altres me´s que veurem
i explicarem en el codi principal.
Inicialment, pel que fa al punt de vista del servidor, es crea una ruta pels websockets per
a rebre i enviar les ordres i informacio´ sobre els motors, a aquesta l’hem anomenat /robot,
la qual executa la funcio´ manage_socket(ws), quina podem veure part de l’implementacio´
seguidament:
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@sockets.route(’/robot’)
def manage_socket(ws):
while not ws.closed:
message = ws.receive()
# Echo
if message != ’check_left’ or message != ’check_right’:
ws.send(’WS: ’ + str(message))
# State Machine
if message == ’forward’:
forward()
elif message == ’backward’:
backward()
.
.
.
elif message == ’check_left’:
if check_left() == "clear":
ws.send(’clear_left’)
else:
ws.send(’obstacle_left’)
elif message == ’Connection established’:
ws.send(’WS: Ready’)
print("Socket Established")
else:
ws.send("Error: Order not in SM")
Aquest fragment de codi mostra la ruta i la funcio´ a manage_socket(ws), la qual rep un
missatge del client, que interpreta com a ordre d’execucio´, aquest missatge es compara amb
una se`rie de strings els quals depenent de quin sigui s’executa una funcio´ diferent que con-
sequ¨entment comportara` una accio´ del robot.
Com podem veure en cas de que el missatge sigui forward, s’executara` la funcio´ forward().
De la mateixa manera es comproven totes les direccions possibles del robot i s’executa la resta
de funcions, per aquest motiu en el fragment de text podem veure tres punts suspensius indi-
cant que hi ha me´s codi i que aquest e´s meca`nicament igual al anterior.
Abans de mostrar el que fan les funcions de moviment internament cal remarcar que per
aconseguir habilitar nome´s els ports que nosaltres desitgem utilitzar i connectar a motors cal
una pre`via inicialitzacio´ i definicio´ de variables per posteriorment fer el codi me´s amigable i
fa`cil d’interpretar.
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# Global
speed = 255
rightMotor = PORT_A
leftMotor = PORT_B
UltrasonicMotor = PORT_C
UltrasonicSensor = PORT_3
bumperSensor = PORT_4
colisionDistance = 30 # Dista`ncia mı´nima per detectar un obstacle
BrickPiSetup() # setup del port serie per la comunicacio´
BrickPi.MotorEnable[rightMotor] = 1 # Habilitar Motor A
BrickPi.MotorEnable[leftMotor] = 1 # Habilitar Motor B
BrickPi.MotorEnable[UltrasonicMotor] = 1 # Habilitar Motor C
BrickPi.SensorType[UltrasonicSensor] = TYPE_SENSOR_ULTRASONIC_CONT
BrickPi.SensorType[bumperSensor] = TYPE_SENSOR_TOUCH
• MotorEnable[motor] = 1. Habilita el motor especificat com a port en el para`metre
motor en cas de que se li assigni un 1 i el deshabilita en cas contrari i per tant un 0.
• SensorType[sensor] = tipus. Es defineix i habilita el tipus de sensor especificat com
a port en el para`metre sensor, el tipus que se li estableix forma part d’una estructura pre-
definida en la llibreria de BrickPi, alguns exemples son; TYPE_SENSOR_ULTRASONIC_CONT,
TYPE_SENSOR_TOUCH i TYPE_SENSOR_COLOR_FULL.
A continuacio´ podem veure un exemple de les funcions que s’executen quan es rep una ordre
del client i per tant com es controla el moviment del robot.
def forward():
BrickPiUpdateValues() # Actualitza valors dels motors
BrickPi.MotorSpeed[rightMotor] = speed # Estableix la velocitat motor dret
BrickPi.MotorSpeed[leftMotor] = speed # Estableix la velocitat motor esquerra
BrickPiUpdateValues() # Actualitza els nous valors dels motors
return ""
Com podem veure el que es fa e´s establir els para`metres del motor dret i esquerra amb una
velocitat predeterminada, BrickPi.MotorSpeed[rightMotor] = speed, la velocitat ma`xima
i tambe´ la que hem pre-defninit com a variable en tot el codi es 255, que en refere`ncies no es
passa de ra`pid, tot i que en certs casos haurem de regular-la ja que per fer moviments precisos
no e´s suficientment adequada.
• BrickPiUpdateValues(). Aquesta funcio´ actualitza els valors que hi ha en el motor
actualment, tenint en compte els que estan habilitats i deshabilitats.
• MotorSpeed[motor] = speed. Estableix una velocitat determinada per speed i l’a-
plica al motor que s’hagi especificat; motor.
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Un d’aquests casos e´s la comprovacio´ d’obstacles a banda i banda, portat a terme per el
sensor ultraso`nic i el motor que el controla.
def check_right():
# Local variables
rightDistance = 0
# Right rotation
power = [200]
motorRotateDegree(power,[90], [PORT_C], .04)
power = [0]
ot = time.time()
while(time.time() - ot < 1):
BrickPiUpdateValues()
time.sleep(.1)
rightDistance = BrickPi.Sensor[UltrasonicSensor]
power = [100]
motorRotateDegree(power, [.01], [PORT_C], .04)
power=[0]
time.sleep(.1)
# Deciding
if (rightDistance > colisionDistance):
return "clear"
else:
return "obstacle"
En aquesta funcio´ check_right() podem veure com inicialment fem que el motor roti 90
graus, gra`cies als encoders que te´ interns, un cop finalitza la rotacio´ llegim el valor que mostra
el sensor ultraso`nic, i els emmagatzemem en una variable local, la qual comparem amb una
dista`ncia de col·lisio´ preventiva que hem definit inicialment.
Una de les funcions me´s rellevant d’aquest fragment de codi e´s la funcio´ de rotacio´, la qual
mereix un esment del seu funcionament ja que hi ha varis para`metres destacables en la seva
execucio´.
• motorRotateDegree(power, angle, port, precisio). Aquesta funcio´ executa una
rotacio´ del motor a una velocitat especificada (power, un angle predeterminat (angle),
un port (port) i un element de precisio´ de temps (precisio) com a arguments principals.
Tot i aixo`, cal destacar que aquesta funcio´ posa per defecte un 0 en l’argument de precisio´
i si no e´s especificat porta bastants problemes, en el nostre cas 0.4 e´s la ma`xima precisio´
que es pot obtenir amb aquest motors pel que aquest u´ltim argument ajuda enormement
a la lectura d’obstacles del robot.
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5.4.5. Transmissio´ en directe de v´ıdeo
Com be´ ja sabem la transmissio´ de v´ıdeo en directe es realitza via Raspberry Pi Camera
Module v2 i pel que fa la part de software hem compre`s les funcions en el fitxer __init__.py
que conte´ la funcio´ generadora del streaming i per altre banda les funcions espec´ıfiques de la
ca`mera al fitxer camera_pi.py.
L’implementacio´ consta d’un me`tode que pot servir una serie de imatges JPEG seguides
formant moviment, el que seria considerat un stream de JPEG. Previ a l’implementacio´ del
servidor hem de posar un element d’imatge en el client que apunti a la ruta /video_feed;
<img src="{{ url_for(’video_feed’) }}">, la qual executa video_feed(), que retorna
una resposta generada per la funcio´ generadora gen(), a continuacio´ podem veure l’implemen-
tacio´ i posteriorment l’explicacio´ del funcionament.
# Main route
@app.route(’/’)
def main(name=None):
return render_template("menu.html", name=name)
def gen(camera):
while True:
frame = camera.get_frame()
yield (b’--frame\r\n’
b’Content-Type: image/jpeg\r\n\r\n’ + frame + b’\r\n’)
# Streaming
@app.route(’/video_feed’)
def video_feed():
return Response(gen(Camera()), mimetype=’multipart/x-mixed-replace;
boundary=frame’)
La ruta /video_feed retorna la resposta de transmissio´. Ate`s que aquest flux retorna les
imatges que es mostraran a la pa`gina web, l’URL d’aquesta ruta es troba a l’atribut src de
l’etiqueta d’imatge. El navegador guardara` automa`ticament l’element d’imatge actualitzat
mostrant la sequ¨e`ncia d’imatges JPEG, ja que les respostes multipart so´n compatibles amb la
majoria de navegadors.
La funcio´ generadora utilitzada a la ruta /video_feed s’anomena gen(), i pren com a ar-
gument una insta`ncia de la classe Camera. L’argument mimetype s’estableix com es mostra en
el fragment de codi, amb el tipus de contingut multipart/x-mix-replace i un l´ımit establert
a la cadena "frame".
La funcio´ gen() entra en un bucle on retorna de forma cont´ınua marcs o "frames" de la
ca`mera com a trossos de resposta. La funcio´ demana a la ca`mera que proporcioni un marc
trucant al me`tode camera.get_frame() i, a continuacio´, es produeix amb aquest marc format
amb un bloc de resposta amb un tipus de contingut d’imatge/jpeg, com es mostra a dalt.
Un dels motius pels que s’implementa la classe Camera separada de la resta de codi e´s perque`
es pot tenir diferents implementacions per diferents tipus de ca`meres o usuaris i seguir tenint
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el mateix programa principal, proporciona una implementacio´ uniforme independentment del
hardware utilitzat.
L’altre avantatge de tenir una classe Camera separada de la resta d’aplicacions e´s que e´s
fa`cil de fer veure a l’apliacio´ que hi ha una ca`mera quan hipote`ticament no n’hi ha, ja que la
classe Camera pot ser implementada de manera que emuli el comportament d’una ca`mera amb
imatges predefinides. Un exemple de funcionament seria el segu¨ent.
from time import time
class Camera(object):
def __init__(self):
self.frames = [open(f + ’.jpg’, ’rb’).read() for f in [’1’, ’2’, ’3’]]
def get_frame(self):
return self.frames[int(time()) % 3]
Aquesta implementacio´ llegeix tres imatges del disc anomenades 1.jpg, 2.jpg i 3.jpg i, a
continuacio´, les retorna una darrere l’altra repetidament, com podem veure a la figura 5.7,
a una velocitat d’un fotograma per segon. El me`tode get_frame() utilitza l’hora actual en
segons per determinar quin dels tres marcs es tornara` en un moment donat.
Figura 5.7.: Diagrama explicatiu del cicle de les imatges del exemple.
Tenint en compte el funcionament d’aquest exemple s’ha implementat una classe Camera
utilitzant la llibreria picamera per controlar el hardware.
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5.5. Implementacio´ del client
A continuacio´ explicarem l’estructura web que l’usuari veu des del punt de vista del client
o navegador web, abans de res, podem veure el diagrama explicatiu de l’estructura web a la
figura 5.8.
Figura 5.8.: Diagrama de l’estructura web del client.
Al entrar a la web tenim el menu´ principal, des d’on et pots dirigir a qualsevol de les segu¨ents
pa`gines:
• Instruccions. Una pa`gina dissenyada per explicar una mica el projecte i les funcionalitats
de les pa`gines que controlen el robot, tant la segura com la de control lliure.
• Control segur. Aqu´ı els usuaris podran controlar el robot de manera segura, cada cop
que vulguin girar o prendre una decisio´ que impliqui que el robot canvii la trajecto`ria,
aquest fara` les seves comprovacions per saber si l’accio´ que se li demana e´s segura.
• Control lliure. En el control lliure els usuaris podran controlar el robot sense restriccions,
tots els moviments i accions que facin fer al robot son purament consequ¨e`ncia de les
accions del usuari. Tot i aixo` se li ofereix al usuari una serie de controls opcionals que li
permeten fer comprovacions de seguretat utiltzant els sensor
• Ocupat. Aquesta pa`gina apareix nome´s quan l’usuari intenta accedir a una pa`gina de
control del robot i ja hi ha un altre usuari utilitzant-lo, e´s aleshores quan s’ha d’esperar
a que passi el temps assignat per defecte a un usuari al entrar als controls per poder
entrar.
5.5.1. Menu´ Principal
El menu´ principal e´s ba`sicament la pa`gina web que serveix totes les redireccions a les pa`gines
secunda`ries d’informacio´ o control, e´s purament una pa`gina administrativa. Pel que fa a les
redireccions des del punt de vista del client s’utilitza el me`tode url_for.
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<div class="bgimg-3">
<div class="caption">
<span class="border">Run freely!</span>
</div>
</div>
<div class="descBox-1">
<h2> Here you can use the robot with all his sensors
and data he gathers. Keep in mind you will be seeing
all Robinson encounters via camera and some information
about his sensoric detections.</h2>
<ul class="actions">
<li><a href="{{ url_for(’robinson2’) }}"> Go! </a></li>
</ul>
</div>
En el codi HTML anterior podem veure una definicio´ de un contenidor div el qual conte´ la
descripcio´ breu d’una pa`gina de control, la pa`gina de control lliure, i a sota un boto´ que fa
refere`ncia a la ruta robinson2 del servidor, la qual s’encarrega de la redireccio´ del usuari cap
a la pa`gina de control lliure.
Aix´ı doncs utilitzem el href="{{ url_for(’destı´’) }}"> de manera que el servidor rebi
la peticio´ de redireccio´ i pugui actuar en consequ¨e`ncia. Aquest me`tode s’aplica a qualsevol
redireccio´ en tot el sistema.
5.5.2. Control del robot
Pel control del robot hem creat dos espais web, un en el que pots controlar el robot sense
cap limitacio´, el qual hem anomenat control lliure, on l’usuari es pot moure lliurement sense
que el robot intervingui en cap de les accions que el client pugui ordenar-li. De totes maneres
s’han implementat unes accions opcionals a les quals l’usuari te´ acce´s en cas de que vulgues
fer alguna comprovacio´ per segura-tat o en cas de que siguin necessa`ries per no comprometre
el benestar del robot.
Per altre banda tenim el control segur, en el qual el robot interve´ en les accions del usuari
depe`n de l’ordre donada. Per exemple en el cas dels girs lateral, el robot pre`viament compro-
vara` que sigui segur girar cap a la direccio´ que l’usuari indica pel que primer girara` el sensor
ultraso`nic cap a la direccio´ en qu¨estio´ i avaluara` si e´s o no viable executar l’accio´, en cas afirma-
tiu el robot es moura` notificant al usuari que les seves comprovacions han sigut satisfacto`ries,
en cas contrari el robot notificara` al usuari dient que l’accio´ que prete´n fer no e´s segura pel
robot pel que el robot es negara` a actuar o moure’s.
La meca`nica de les dues pa`gines web, la lliure i la segura e´s molt similar, amb la diferencia
que la segura en el pas del servidor fa accions extres de comprovacio´ d’obstacles i les notifica
al client modificant el comportament del robot. Aix´ı doncs explicarem el me`tode amb el que
funciona una pa`gina de control com e´s el control lliure des del punt de vista del client.
Com a exemple d’un resultat final, el client podra` veure una pa`gina web com la que es
mostra en la figura 5.9, en la qual veiem l’aparenc¸a de la pa`gina de control lliure.
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Figura 5.9.: Test del funcionament de la web de control lliure.
5.5.3. Tractament sensorial
Pel tractament sensorial hem creat dos contenidors a la web de manera que serveixin per anar
sobreescrivint el valor anterior de la lectura dels sensors pel nou amb un mostreig de 200
mili-segons, aquesta estructura esta implementada en HTML de la segu¨ent manera.
<div class="item-g">
<h3>Sensoric Data</h3>
<br>
<div class="info-sensor">
<h2> Ultrasonic Status </h2>
<br>
<h2 id="ultrasonic-status"></h2>
</div>
<br>
<div class="info-sensor">
<h2> Bumper Status </h2>
<br>
<h2 id="bumper-status"></h2>
</div>
</div
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Pel que fa a la part interactiva de me`tode. Consta d’un script de Javascript que va fent
peticions cada 200 mili-segons al servidor, per tal de que aquest llegeixi les dades dels sensors
i li respongui amb la mesura.
var sensor_socket = new WebSocket("wss://rpi.aplans.cat/websocket/sensor");
sensor_socket.onopen = function (event) {
sensor_socket.send(’Connection established’);
setInterval(sensor_request, 200);
}
En el codi mostrat veiem com primerament obrim una connexio´ websocket, la qual anomenem
sensor_socket, que es connecta a la ruta /sensor, la qual ja hem explicat en l’apartat del
servidor.
Considerant que la connexio´ ha sigut satisfacto`ria, s’executa una funcio´ just al obrir el
websocket de manera que es cridi a la funcio´ sensor_request() casa 200 mili-segons, aix´ı
doncs, com podem veure en l’implementacio´ de la funcio´ seguidament, s’envia al servidor un
missatge (info_sensor) que interpreta obtenint les dades dels sensors i reenviant-les al client
de nou.
function sensor_request()
{
sensor_socket.send(’info_sensor’);
};
Un cop el servidor ha rebut l’ordre, ha obtingut les dades dels sesnros i les ha reenviat al
client, aquest rep un moissatge pel websocket, el qual es tracta de la segu¨ent manera.
sensor_socket.onmessage = function (event) {
//console.log(event.data)
var split = event.data.split(",");
document.getElementById("ultrasonic-status").innerHTML = split[0] + " cm";
if (split[1] == ’0’){
document.getElementById("bumper-status").innerHTML = "No colision";
}
else{
document.getElementById("bumper-status").innerHTML = "Colision detected";
}
}
Al rebre un missatge, automa`ticament el websocket executa la funcio´ que veiem en el codi
de sobre. Aquesta funcio´ agafa el missatge i el parteix en dos missatges diferents, utilitzant
la funcio´ split(), obtenint doncs per una banda la lectura del sensor ultraso`nic i per altre la
lectura del sensor de col·lisio´.
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Un cop tenim el missatge separat en dos lectures diferents, escrivim les dades en l’element
HTML dins del contenidor que pre`viament hem definit i podem veure en la figura 5.10.
Figura 5.10.: Contenidor d’informacio´ dels sensors en temps real.
5.5.4. Transmissio´ de video en directe
Per la transmissio´ de video en directe des del punt de vista del client hem implementat el
me`tode ja explicat. L’u´nic element del client que e´s destacable e´s l’implementacio´ HTML on
es direcciona a la ruta del servidor, com podem veure en el segu¨ent fragment de codi.
<div class="item-b">
<img id="video-feed" src="{{ url_for(’video_feed’) }}">
</div>
5.5.5. Control amb Joystick
A partir de la llibreria escrita per Slobdell [Jav17], hem implementat un me`tode per controlar
el joystick en Javascript. Aquest consta en registrar un escoltador o "listener" que actu¨ı en
consequ¨e`ncia a qualsevol moviment en els eixos x i y.
xposition.registerListener(function(val) {
stateMachine();
});
yposition.registerListener(function(val) {
stateMachine();
});
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Aix´ı doncs, al moure el joystick l’escoltador guarda la variable d’espai en el que tenim el
joystick a una variable local i crida a la funcio´ stateMachine(), la qual, com podem apreciar a
continuacio´, interpreta les posicions del joystick en els dos eixos i envia el missatge corresponent
al moviment oportu´ al servidor perque` aquest mogui el robot properament.
function stateMachine()
{
// Steady
if(xposition.x == 0 && yposition.y == 0)
{
socket.send(’stop’);
}
// Left
if(xposition.x == -1)
{
socket.send(’left’);
}
// Right
if(xposition.x == 1)
{
socket.send(’right’);
}
.
.
.
};
Finalment podem veure el resultat final a la figura 5.11 en la qual es veu el disseny final
del joystick amb un boto´ que posa stop, el qual s’ha implementat per parar el robot en cas de
que es vulgui cancel·lar una accio´ o parar el moviment en qualsevol direccio´.
Figura 5.11.: Contenidor amb el control via joystick.
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5.5.6. Control amb teclat
En les pa`gines de control a part de tenir el joystick per moure el robot tambe´ podem moure’l
amb el teclat, evidentment els moviments no son tant complexos com el joystick ja que aquest
te´ un total de vuit direccions disponibles pel moviment del robot i en el cas de les tecles nome´s
quatre, cinc si contem la parada o stop.
document.addEventListener("onkeypress", move());
function move()
{
document.onkeydown=KeyCheck;
function KeyCheck(event)
{
var KeyId = event.keyCode;
switch(KeyId)
{
case 87:
socket.send(’forward’);
break;
case 68:
socket.send(’right’);
break;
case 65:
socket.send(’left’);
break;
case 83:
socket.send(’backward’);
break;
case 69:
socket.send(’stop’);
break;
}
}
};
L’implementacio´ es basa en un esdeveniment que escolta quan es toca un atecla del teclat,
e´s en aquell moment en el que es crida a la funcio´ move().
Aquesta funcio´ comprova la tecla que s’ha premut, aquesta es compara amb el valor nume`ric
equivalent a les tecles de moviment ( W, A, S, D), i si la tecla premuda coincideix amb una
de les tecles de moviment s’envia un missatge via websocket al servidor amb l’intencio´ que
aquest executi la funcio´ corresponent a l’ordre demanada.
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5.5.7. Control opcional sensorial
Com a u´ltim element de control tenim als opcionals del ultraso`nic. Aquests opcions, com po-
dem veure a la figura 5.12, consta de dos botons; CHECK RIGHT i CHECK LEFT, i un petit panell
amb els resultats; Obstacles: i Status:. Els botons serveixen per fer una coprovacio´
ra`pida de obstacles laterals, ja sigui dreta o esquerra i la pantalla de resultats ens diu si hi ha
cap obstacle en el camı´ i ens ajuda visualment amb un cercle que anomenem Status, el qual
es torna verd en el cas de que no hi hagi obstacle o vermell si n’hi ha algun detectat pel sensor.
L’objectiu d’aquestes opcions e´s de donar la possibilitat al usuari de comprovar obstacles
als laterals sense haver de moure el robot i posar-lo en risc pero` amb la difere`ncia que en
aquest cas e´s opcional i si no es vol no s’utilitza, no com en el cas del control segur que aquests
comprovacions es fan sempre al voler girar cap a una banda.
Per a l’implementacio´ de la funcionalitat d’aquests botons s’ha fet una funcio´ la qual es crida
al pre´mer el boto´ i envia un missatge via websocket amb l’ordre cap al servidor per executar
l’accio´ corresponent.
function check_right()
{
socket.send(’check_right’);
}
Pel que fa als resultats un cop es reben els resultats del servidor dient si hi ha o no hi ha
els missatges, es modifiquen els elements HTML i es posa si hi ha o no hi ha obstacles (Yes o
None) i en el cas del Status es modifica l’element SVG per canviar el color al vermell o verd.
Primerament s’implementa l’element SVG al contenidor pertinent i posteriorment al rebre
un missatge, es modifica el color del SVG depenent del tipus de missatge rebut.
<svg width="20" height="20">
<circle id="rightSVG" cx="10" cy="10" r="10" stroke="black" stroke-width="1" fill="grey"/>
</svg>
socket.onmessage = function (event) {
if (event.data == "obstacle_right"){
document.getElementById("obstacleRight").innerHTML = "Yes";
document.getElementById("rightSVG").style.fill = "red";
}
.
.
.
}
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Figura 5.12.: Contenidor de les opcions de control del ultraso`nic.
5.5.8. Pa`gines informatives
Les pa`gines informatives no contenen gran interaccio´ amb el servidor o funcions en el navegador,
aquestes contenen la part informativa del projecte a vista del client. Aquestes son les segu¨ents:
• Informacio´ general. En aquesta pa`gina mostrem al usuari els diferents controls del robot
i les opcions que te´ a cada mode, tambe´ se li explica el funcionament de la web i el temps
que te´ d’u´s del robot. Pel que fa a l’explicacio´ del robot es destacable el u´s de les tecles
com a controls del robot i per altre banda o simulta`niament es pot utilitzar el joystick
que es mostra en pantalla un cop entres a les pa`gines de control del robot.
A part d’aixo` les pa`gines de control tambe´ contenen les parts opcionals i consoles de
supervisio´ del robot, les quals s’expliquen tambe´ en les instruccions o informacio´ general.
Sabent que l’objectiu d’aquesta pa`gina e´s u´nicament informatiu les u´niques funcionalitats
destacables d’aquesta so´n les redireccions a pa`gines anteriors.
• Pa`gina ocupada. Aquesta pa`gina te´ com a propo`sit u´nicament informar al usuari de que
la pa`gina a la que esta` intentant accedir esta` en u´s i per tant ocupada. Com a destacable
te´ les redireccions a pa`gines anteriors.
5.6. Servidor Proxy
Aquesta seccio´ explica l’implementacio´ d’un servidor que es situa entre el client i el router
dest´ı per fer un proxy invers. El motiu, ja mencionat, es basa en que al voler accedir a la web
del robot dins de la mateixa Wi-Fi on es situava el robot, et redirigia a la configuracio´ del
router, en cas de que no s’especifiques cap port. Nosaltres vol´ıem evitar tal cosa ja que vol´ıem
fer una opcio´ que permetes accedir al usuari a la pa`gina del robot el me´s senzill possible, pel
que la idea final ha sigut fer que totes les connexions passin per un servidor, en el nostre cas
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d’Amazon, el qual redireccionaria totes les connexions al router dest´ı, aquesta funcio´ en un
servidor s’anomena proxy invers.
Aix´ı doncs hem llogat el server AWS que Amazon proporciona per tal de gaudir d’un servidor
propi, a part d’aixo` ha calgut la possessio´ d’un domini personal, el qual ja es tenia, simple-
ment hem hagut d’habilitar un espai separat a la web pel projecte, aquest ha acabat sent
rpi.aplans.cat.
Dins el servidor hem utilitzat Caddy, una eina que ens ha perme`s crear el servidor proxy
invers amb molta facilitat i amb l’afegit del HTTPS en el domini, el qual e´s molt important i
dona bona imatge a la web.
Per a l’implementacio´ del servidor proxy invers ens ha calgut Caddy i consequ¨entment hem cal-
gut necessari utilitzar Dockers amb aquest, ja que no nome´s Caddy recomanava l’u´s d’aquests
sino´ que facilita les modificacions i execucions de Caddy per al propietari del servidor.
rpi.aplans.cat {
tls admin@aplans.cat
proxy /websocket DIRECCIO´_DINA`MICA_ROUTER:PORT_DESTI´ {
without /websocket
websocket
}
proxy / http://DIRECCIO´_DINA`MICA_ROUTER:PORT_DESTI´ {
transparent
}
timeouts none
}
Com podem veure pel codi de sobre es crea una redireccio´ quan algu´ accedeix a rpi.aplans.cat,
cap al DIRECCIO´_DINA`MICA_ROUTER, el qual e´s la direccio´ dina`mica del router, explicada en
el segu¨ent apartat, i el PORT_DESTI´, el qual e´s el port per on entren les connexions. Com
a refere`ncia, el port per les peticions HTTP s’estableix que sigui el 80 i per les connexions
websocket el 5000.
Com podem veure hi ha dos proxy, i aixo` e´s degut a que els websockets necessitaven ser ha-
bilitat independentment de les connexions HTTP que suposen el segon. A part d’aixo` algunes
versions de Caddy provoquen "timeouts", pel que les connexions de websocket es tallen en
quan aixo` passa, per evitar tal problema se li ha d’especificar a Caddy que desactivi els time-
outs perque` no pugui interrompre cap tipus de connexio´, aixo` ho aconseguim amb el timeouts
none.
Pel que fa al domini en si, hem hagut de redireccionar totes les connexions que anessin a
rpi.aplans.cat al servidor d’Amazon, el qual faria de servidor proxy invers. Podem veure la
taula de registre a la taula 5.2.
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Tipus Host Valor
A @ ip Amazon
A rpi ip Amazon
Taula 5.2.: Taula de registres de aplans.cat.
5.7. Configuracio´ del router
Un cop hem passat pel servidor d’Amazon, aquest passa les connexions al router dest´ı. Un dels
problemes amb els que ens hem trobat e´s que les direccions IP dels routers canvien cada un
temps determinat, i com nosaltres hem d’especificar una IP o un dest´ı concret en el servidor
proxy, hem optat per fer servir el servei de DNS dina`mic al nostre router.
Per poder aconseguir el servei hem hagut de registrar-nos a no-ip.com els quals propor-
cionen un servei de DNS dina`mic sense pagar, amb la condicio´ que de tant en quant has de
verificar el host per no perdre el DNS dina`mic.
Per altre banda hem hagut de redireccionar alguns ports del router per tal de fer arribar
les peticions web que ha rebut el router i fer-les arribar al web-server del robot, qui te´ una IP
determinada en la xarxa.
Per aconseguir tal tasca hem modificat la taula de redireccions de ports del router amb
l’intencio´ de redireccionar les peticions HTTP i les de websocket al web-server del robot.
Nom del servei LAN IP Protocol Port LAN Port pu´blic
http ip robot TCP/UDP 80 81
websocket ip robot TCP/UDP 5000 5000
Taula 5.3.: Taula de registres de aplans.cat.
Com podem veure en la taula 5.3, la redireccio´ de ports de les peticions HTTP agafa com
a port pu´blic el 81, aixo` e´s perque` per defecte a tot arreu el port 80 esta reservat a peticions
HTTP i com nosaltres vol´ıem fer arribar les nostres al robot hav´ıem de configurar-ho amb un
diferent per tal de no entrar en conflicte amb l’esta`ndard.
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En aquest apartat mostrarem el resultat final de tot el sistema per tal de concloure l’explicacio´.
Per la part del client, com a solucio´ final, obtenim un acce´s a https://rpi.aplans.cat,
el qual ens mostra el menu´ principal tal i com podem veure a la figura 6.1, 6.2 i 6.3. Des
d’aquest menu l’usuari pot navegar per tota la web sempre i quant hi hagi disponibilitat al
dest´ı on es vulgui accedir.
Tenim doncs, una pa`gina d’instruccions, senzilla i directe per que l’usuari no tingui difi-
cultats en accedir ni en entendre el funcionament, una pa`gina d’ocupat, la qual nome´s surt
quan l’usuari intenta entrar en una pa`gina de control del robot en la que ja hi ha algu´ altre
manipulant-lo, i finalment les dos pa`gines de control; control segur i control lliure, una de les
quals ja hem mostrat en la figura 5.9.
A continuacio´ podem veure el resultat final de la web, per una banda la part introducto`ria,
la qual es mostra en la figura 6.1 i dona una breu benvinguda als usuaris de la web.
Figura 6.1.: Introduccio´ del menu´ principal del projecte.
Posteriorment podem veure el disseny dels contenidors, com podem observar en la figura
6.2, en els quals es defineixen les redireccions a pa`gines secunda`ries com informacio´, control
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lliure i control segur, cal recordar que la pa`gina ocupat no te´ la opcio´ de ser redireccionada
sino´ que apareix quan e´s necessari.
Figura 6.2.: Contenidor dels apartats de redireccio´.
Finalment, despre´s de tots els tres contenidors que permeten accedir a la resta de pa`gines
secunda`ries, s’ha habilitat un espai al final del menu´ principal, com podem veure en la figura
6.3, que permet als usuaris enviar qualsevol dubte, error o suggere`ncia al administrador de la
web en cas de que n’hi hagi cap.
Figura 6.3.: Apartat de recomanacions.
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Pel que fa a la part del hardware del robot, finalment hem assemblat les peces de manera que
pugui contenir en el centre del robot la Raspberry i BrickPi amb la seva proteccio´, juntament
amb la bateria a sobre d’aquests dos ocupant l’espai just necessari.
A la vegada tenim els motors els quals els hem posat un a la dret i l’altre a l’esquerra del
robot, per controlar les direccions d’aquest. Cal dir que un tercer motor esta` col·locat en la
part me´s superior del robot per controlar els moviments del sensor ultraso`nic, el qual e´s la part
del robot me´s alta i la que sobresurt me´s per poder controlar la part superior del robot, ja que
pel que fa a la part inferior en cas d’obstacle el sensor de col·lisio´ podria notificar a l’usuari.
Per u´ltim hem col·locat un para-xocs frontal per poder abastar tota la zona frontal i no tenir
punt frontal ceg. Podem veure el disseny i resultat final del robot en la figura 6.4.
Figura 6.4.: Estructura final del robot.
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7. Conclusions
Per fer-nos a la idea de quines conclusions treure sobre el projecte, destaquem, que s’ha tre-
ballat en el camp del disseny i de l’implementacio´ de webs, per tant hem estat tractant amb
la zona del client o interf´ıcies per usuaris. Tambe´ hem ampliat els coneixements sobre web-
servers, ja que tot i haver-ho estudiat a la carrera, la utilitzacio´ d’eines noves com Flask o
websockets ens ha perme`s entendre millor el mo´n dels servidors web.
A me´s a me´s hem aconseguit un sistema f´ısic com e´s el robot amb un disseny propi, aspecte
el qual hem avaluat en quan a disseny i estructuracio´, per tal de poder utilitzar les peces desit-
jades en l’espai mı´nim i funcionament o`ptim. En aquest aspecte cal destacar que al utilitzar
un dispositiu com la Raspberry i els seus components secundaris com els sensors, motors i
ca`mera, que incorporen tot el sistema, ens ha perme`s profunditzar i familiaritzar-nos amb un
dispositiu tan complert com e´s la Raspberry, durant aquest projecte hem vist el potencial del
dispositiu i les moltes utilitats i avantatges que te´ cap a persones amb intencio´ de dissenyar o
construir un sistema propi.
Finalment hem augmentat el nostre coneixement cap als dominis web i servidors externs amb
la creacio´ d’un servidor proxy invers i l’aplicacio´ del nostre sistema a un domini d’Internet com
e´s el que hem comprat; aplans.cat.
Com a avaluacio´ final del projecte, podem dir que no nome´s hem apre`s varis me`todes i
coneixements en tots els aspectes del sistema com hem mencionat, sino´ que, el projecte en si,
ha sigut un me`tode molt efectiu per introduir-nos al mo´n de Internet Of Things, ja tractat
durant la carrera i del qual creiem que hi ha un gran futur per endavant.
7.1. Propostes futures
Durant el desenvolupament del projecte, s’han pogut contemplar solucions alternatives o di-
ferents canvis i propostes els qual o be´ no han sigut possible per temps o be´ distaven del
objectiu del projecte inicial. Per tant hem volgut fer un apartat, suggerint a interessats futurs,
propostes futures relacionades amb el projecte ja realitzat.
• Erlang. Implementar tota la part de web-server amb Erlang.
• Tornado. Utilitzar Tornado en comptes de Flask com a framework de Python en l’im-
plementacio´ del web-server. D’aquesta manera tambe´ tindr´ıem els websockets i podr´ıem
obtenir un bon resultat.
• Acce´s lliure al control. Crear una pa`gina web de control on tothom pogue´s accedir a
la vegada i el robot es mogue´s fent una mitjana de totes les ordres que li arribessin.
D’aquesta manera es mouria depenent del que la majoria de gent vulgue´s que fes.
65
7. Conclusions
• Programacio´ Online. Implementar una interf´ıcie ja sigui de codi, de blocs o d’algun altre
me`tode visual, per programar el robot online i provar-lo al moment.
• Personalitzacio´ de programes. Tenir habilitat un lloc web on es puge´s pujar un programa
a la web, escrit en uns llenguatges determinats, de manera que es determine´s un horari i
el robot execute´s el programa quan li toque´s. Aix´ı doncs es podria provar programes en
un robot sense realment tenir-ne un.
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