Finding and managing defects in contract-based software development by 中島 毅
 受注開発型ソフトウェア開発における誤りの除去と
管理に関する研究 
Finding and Managing Defects in Contract-based 
Software Development 
 
 
2008 年 7 月 
早稲田大学大学院 理工学研究科 
経営システム工学専攻 生産システムデザイン研究 
中島毅 
目次 
 
第 1 章 序論 ........................................................................................................................................ 1 
1.1 研究の背景................................................................................................................................ 1 
1.2 研究対象と範囲 ....................................................................................................................... 2 
1.3 研究成果と概要 ....................................................................................................................... 6 
1.4 本研究の構成 ........................................................................................................................... 7 
第 2 章 背景知識と関連研究........................................................................................................... 9 
2.1 要求分析プロセスの誤り除去活動...................................................................................... 9 
2.2 製品確認プロセスの誤り除去活動.................................................................................... 13 
2.3 エンジニアリングプロセスの誤り除去活動................................................................... 15 
第 3 章 オブジェクト指向仕様に基づくプロトタイピングシステム ................................. 17 
3.1 本章の研究の目的と位置づけ............................................................................................ 17 
3.2 従来システムと問題点......................................................................................................... 18 
3.3 提案システムと技術課題 .................................................................................................... 21 
3.4 提案方式とその評価............................................................................................................. 22 
3.5 実証実験.................................................................................................................................. 29 
3.6 本章のまとめ ......................................................................................................................... 39 
第 4 章 状態遷移仕様に基づくテスト自動化システム........................................................... 41 
4.1 本章の研究の目的と位置づけ............................................................................................ 41 
4.2 従来システムと問題点......................................................................................................... 42 
4.3 提案システムと技術課題 .................................................................................................... 45 
4.4 提案方式とその評価............................................................................................................. 46 
4.5 実証実験.................................................................................................................................. 51 
4.6 本章のまとめ ......................................................................................................................... 56 
第 5 章 品質とコストの見積りに基づく品質計画支援システム.......................................... 59 
5.1 本章の研究の目的と位置づけ............................................................................................ 59 
5.2 従来システムと問題点......................................................................................................... 61 
5.3 提案システムと技術課題 .................................................................................................... 61 
5.4 提案モデルとその評価......................................................................................................... 62 
5.5 実証実験.................................................................................................................................. 77 
5.6 本章のまとめ ......................................................................................................................... 88 
第 6 章 結論と今後の課題 ............................................................................................................. 92 
6.1 結論 .......................................................................................................................................... 92 
6.2 今後の課題と展望................................................................................................................. 92 
謝辞 94 
参考文献 96 
研究業績 104 
 i
第1章 序論 
 
1.1 研究の背景 
近年，社会経済活動における IT 利用度は，かつてないほど高まり，IT システムの障
害による業務・サービスの停止や機能低下の社会的影響は日々，深刻化してきている．
これらの中で特に，受注開発で構築されたシステムに，問題が発生するケースが多い． 
2003 年 4 月のみずほ銀行再編に伴う大規模システム障害では，自動現金預入払出機の
障害と口座振替の遅延が生じ，連鎖的に生じたトラブルの収拾に約 1 か月を要した．こ
れは，顧客と請負会社の間のシステム統合上の要求決定の遅れが，開発期間を圧迫し，
十分なシステム検証が行えなかったことが原因である．2007 年 10 月の PASMO/Suica 窓
口処理の停止は，JR 東日本や東京メトロなどの 8 都県 662 駅で自動改札機が起動しない
事態を引き起こし、早朝通勤時の首都圏で約 260 万人の足を直撃した．これは，請負会
社がインタフェース仕様を誤解し，またプログラム検証が不十分であったことにより，
製品プログラムに誤りが紛れ込み，その誤りがある条件下で実行されたことにより発見
されたことによる．こうした社会的影響に鑑み，受注開発型システムの効率性・信頼性・
安全性の向上，特にその心臓部とも言えるソフトウェア品質の向上は，喫緊の課題とな
っている． 
しかし，その一方で，IT システム開発をめぐる企業間競争は，顧客側と請負側の両方
で，その激しさを増してきている．そのため，受注開発型のソフトウェア開発プロジェ
クトは，常に低コスト・短納期達成の強い圧力に晒されている．開発の各段階では，納
期とコストの圧力ゆえに，混入された誤りを十分に除去することができずに，後段階に
誤りを流出させている．要求分析段階では，顧客ニーズを適切に取り込めず，要求決定
の遅延や，要求仕様上の誤りの混入を許し，その後の頻繁な要求変更の原因となってし
まう．製品を開発するエンジニアリング段階では，時間とコストの制約から，検証作業
を十分に行えずに，設計の過程で混入した誤りをに除去しきれずに製品確認段階へ流出
させてしまう．そして，最終的に製品を確認する製品確認段階では，顧客から要請され
る頻繁な要求変更に対応するため，本来実施すべき製品検査を十分に実施できず，多く
の誤りを製品中に残したまま出荷してしまう． 
本研究は，受注開発型のソフトウェア開発を対象とし，その開発で混入するソフトウ
ェア誤りを，開発各段階において，時間・コスト制約を満たしつつ確実に除去すること
を課題とする． この課題を解決するために，以下の 3 つの研究目的とアプローチを設定
する． 
【研究 1】 
顧客要求分析を，「効果的に」行うことを目的とする．ここで「効果的に」は，開
発規模の抑制，要求決定遅延の防止，要求仕様誤りの確実な除去，及び要求変更の抑
制を指す．顧客とのインタラクションを支援するプロトタイピングシステムの提案と
評価を行う． 
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【研究 2】 
製品の最終検査を，効率的にかつ網羅性高く行うことを目的とする．テスト自動化
システムの提案と評価を行う． 
【研究 3】 
エンジニアリング段階における誤り除去活動を，コスト効率良く確実に管理するこ
とを目的とする．テストとレビュー実施のコスト対効果を最適化する品質計画支援シ
ステムの提案と評価を行う． 
なお，本論文で用いる「誤り(defect)」は，要求仕様を満たさない状態（failure）を引
き起こすソフトウェア（ドキュメント及びプログラム）内の欠陥(fault)，及び要求仕様そ
のものが顧客ニーズを満足できないあるいは適切に実現できないという要求仕様上の欠
陥(requirements error)，から成るものと定義する． 
 
1.2 研究対象と範囲 
本研究で扱う研究対象と範囲を明確化する．  
1.2.1 対象製品分野 
表 1-1 に，本研究で対象とする製品分野とその定義，及び研究で注目した製品開発上
の特性を示す． 
表 1-1 製品分野の定義と本研究での対象製品分野 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
製品分野 研究の対象（○は直接対象範囲としたもの）
カテゴリ 定義 研究1 研究2 研究3
・ 受注開発型システム開発
プロセス
・
・
反応的仕様が多
実機テストが重要
・
・
再利用を主とする開発
物理オブジェクトの存在
研究で注目した特性
顧客依頼に基づく開発製品 ○
組込みシステム 製品に特定機能を実現する目
的で組込まれるコンピュータシ
ステム
大規模組込み
システム
複数コンピュータとＯＳの組合
せ使用．携帯電話，デジタル
家電，車載ナビなど．
小規模組込
みシステム
1チップマイコン使用．家電品，
玩具，車載制御機器など． ○
非組込みシステム 汎用コンピュータとネットワー
クで構成されるシステム
情報通信シス
テム
情報の収集・蓄積・処理・伝
達・利用を行うシステム．企業
情報・インターネット利用・通信
制御システムなど．
監視・制御シ
ステム
外部オブジェクトの監視と制御
を行うシステム．プラント制御・
交通管制システムなど．
○
受注開発型システム
マイコン：マイクロコンピュータ 
OS: オペレーティングシステム，家電: 家庭電気製品，ナビ：ナビゲーション 
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本研究は，受注開発型システムを対象とする．受注開発型システムは，特定顧客から
の開発依頼に応じて開発する製品である．受注開発型システムは，組込みシステムと非
組込みシステムとに分類できる． 
組込みシステムは，産業機器や家庭電気（家電）製品などにおいて，特定の機能を実
現する目的で組み込まれるコンピュータシステムである．組込みシステムは，大規模組
込みシステムと小規模組込みシステムに分類できる．大規模組込みシステムは，複数の
コンピュータと複数のオペレーティングシステムの組み合わせを用い，多機能かつ大規
模なソフトウェアをもつ．代表例として，携帯電話及びデジタル家電製品がある．小規
模組込みシステムは，1 チップ・マイクロコンピュータ（マイコン）を用い，機器制御
や表示・操作系制御など少機能かつ小規模なソフトウェアをもつ．代表例として，家電
製品，玩具，及び車載制御機器がある． 
非組込みシステムは，汎用コンピュータとネットワークで構成されるシステムである．
非組込みシステムは，情報通信システムと監視・制御システムに分類できる．情報通信
システムは，情報の収集・蓄積・処理・伝達・利用を行うシステムである．代表例とし
て，企業情報システム，インターネット利用システム，シミュレーションシステム，及
び通信制御システムがある．監視・制御システムは，外部オブジェクトの監視と制御を
目的としたシステムである．代表例として，原子力や鉄鋼などのプラント制御システム，
及び交通管制システムがある． 
研究 1 及び研究 2 に関しては，製品分野を絞り，その分野の開発上の特性に注目する
ことで，実用性の高い技術開発を行った後，各研究のまとめの項で他の製品分野への適
用可能性について議論する． 
研究 1 は，監視・制御システムを対象とする．注目した特性は，以下の 2 点である． 
・ 要求仕様は，監視・制御システムと実世界の物理オブジェクトとのやりとりを取り
扱う． 
・ システム構成と提供する機能仕様に大きな変更はなく，既存のシステム構成部品を
変更して組み立てるイージーオーダ型の開発形態をとることが多い． 
研究 2 は，小規模な組込みシステムを対象とする．注目した特性は，以下の 2 点であ
る． 
・ 要求仕様の多くが，システムに対する刺激とそれに対する応答を記述する反応的仕
様である． 
・ 製品確認段階では，製品に組み込まれた状態で，実機テストが行われる．その段階
にならなければ妥当性を確認できない仕様もあり，要求仕様変更が頻繁に発生する
傾向がある． 
研究 3 は，受注開発型システム全般を扱う．  
 
1.2.2 対象プロセス 
図 1-1 に，本研究が対象とする受注開発型のソフトウェア開発プロセスを示す．  
 受注開発型のソフトウェア開発プロセスは，開発各段階に対応して，要求分析プロセ
ス，エンジニアリングプロセス，及び製品確認プロセスからなる． 
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要求分析プロセスは，顧客からの開発依頼に基づいて開始し，顧客ニーズを抽出し，
それを要求仕様にまとめるプロセスである．顧客のニーズを効果的に取り込むこと，及
び要求仕様に誤りが少ないことが望ましい状態である．エンジニアリングプロセスは，
要求仕様に基づきソフトウェア製品を製造していくプロセスである．要求仕様をプログ
ラムに変換する過程で混入する誤りを，適切なタイミングで確実に除去すること，及び
開発で達成すべき品質(Q: Quality)，コスト(C: Cost)，及び期間(D: Delivery)の目標を達成
することが望ましい状態である．製品確認プロセスは，製品が要求通りであることを確
認するプロセスである．製品が，顧客ニーズを満足し，要求仕様に適合していることが，
望ましい状態である． 
 
 
 製品
 
 
 
 
 
 
 
 
 
 
図 1-1 受注開発型のソフトウェア開発プロセス 
 
研究 1 は要求分析プロセス，研究 2 は製品確認プロセス，研究 3 はエンジニアリング
プロセスを対象とする．以下で，研究対象の 3 つのプロセスについて，プロセスを詳細
化して記述するとともに，対象製品分野の特性を考慮し，各研究の目標状態を定義する． 
(1) 要求分析プロセス 
 図 1-2 に示すように，要求分析プロセスは，顧客ニーズを抽出する要求抽出プロセス，
顧客ニーズを分析し要求仕様として記述する分析・仕様化プロセス，及び要求仕様が顧
客ニーズを満足していることを確認する要求妥当性確認プロセスからなる． 
研究 1 は，製品分野として監視・制御システムを対象とし，要求分析者のイージーオー
ダ型の開発形態を支援するプロトタイピングシステムの技術開発を行う．このため，要
求分析内の要求抽出，分析・仕様化，及び要求妥当性確認の 3 つのプロセスのサイクル
において，以下を達成することを目指す．  
z 既存要求仕様へ顧客を誘導する．（要求抽出プロセス） 
z 要求仕様記述言語を用いて，誤りの少ない要求仕様を作成する．（分析・仕様化プ
ロセス） 
要求分析
プロセス
エンジニアリ
ングプロセス
製品確認
プロセス
要求仕様
（検査用）
要求仕様
（設計用）
製品
（確認前）
（確認後）
開発
依頼
顧客ニーズ 顧客ニーズ
・ 顧客のニーズを「効果的」
に取り込んでいる
・要求仕様に誤りが少ない
・ＱＣＤ目標を達成する
・開発途中で混入した誤りを
確実に除去する
・顧客ニーズを満た
している
・要求仕様を満して
いる
[研究１] [研究２]
[研究３]
時間・コスト制約下
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z 顧客のシステム理解を高め，要求仕様の妥当性を確実に確認する．（要空妥当性確
認プロセス） 
 
 要求分析プロセス
要求抽出
プロセス
分析・仕様
化プロセス
要求妥当性確
認プロセス
開発
依頼
顧客ニーズ
要求仕様
（設計用）
要求仕様
（検査用）
 
 
 
 
 
 
 
図 1-2 要求分析プロセス 
  
 (2) 製品確認プロセス 
図 1-3 に示すように，製品確認プロセスは，製品が要求仕様を満足していることを検
査する製品検査プロセス，製品が顧客ニーズを満足していることを確認する製品妥当性
確認プロセス，及び検知誤りあるいは要求変更に応じてソフトウェアの修正を行うリワ
ークプロセスからなる．リワークプロセスが実施されると，製品検査プロセスを再実施
（再検査）する必要がある． 
 研究 2 は，製品分野として小規模な組込みシステムを対象とする．小規模な組込みシ
ステムでは，製品検査が実機を使用したテスト（実機テスト）となるため実施コストが
高く，また製品の性格上妥当性確認で要求変更が多数発生するため，製品検査の再実施
を効率化することは特に重要となる．研究 2 は，製品検査者が検査（及び再検査）を短
時間で網羅的にできることを目指して，テスト自動化システムの技術開発を行う． 
 
 
 製品確認プロセス
製品妥当性確
認プロセス
製品検査プロセス
要求仕様
（検査用）
顧客ニーズ
製品
（確認前）
製品
（確認後）リワークプロセス 要求
変更
検知誤り
 
 
 
 
 
 
 
 
図 1-3 製品確認プロセス 
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 (3)エンジニアリングプロセス 
図 1-4 に示すように，エンジニアリングプロセスは，段階的に設計成果物を詳細化し
ていく設計プロセスの連鎖，及び設計プロセスに対応する検査を行うテストプロセスの
連鎖からなる．設計プロセスは，設計成果物を作成する技術プロセス，設計成果物を検
証する品質プロセス，及び品質プロセスで検知された誤りを修正するリワークプロセス
からなる．テストプロセスは，品質プロセス及びリワークプロセスからなる．品質プロ
セスにおける誤り除去活動は，主として，設計プロセスにおいてはレビュー，テストプ
ロセスにおいてはテストである． 
研究 3 は，受注開発型のシステム開発全般を対象とする．この研究は，エンジニアリ
ングプロセスにおけるレビューとテストの実施を，品質プロセスとリワークコストの見
積りに基づき適切に計画できることを目標状態とし，品質とコストの見積りモデルと，
品質計画支援システムの技術開発を行う． 
 
 
 
テストプロセスj
品質プロセ
ス（テスト）
リワーク
プロセス
エンジニアリングプロセス
要求仕様
（設計用）
製品
（検査前）
設計プロセスi
技術プ
ロセス
品質プロセ
ス(レビュー）
リワーク
プロセス
設計プロ
セス1
設計プロ
セスn
テストプ
ロセス1
テストプ
ロセスm・・・ ・・・
成果物i‐1 成果物j‐1 成果物j成果物i
 
 
 
 
 
 
 
 
図 1-4 エンジニアリングプロセス 
 
なお，研究 3 においては，ライフサイクルモデルとしてウォータフォールモデルを採
用し，エンジニアリングプロセスをm+n 個の直列なプロセスからなるものとする．以後
これらの直列に連鎖したプロセスをフェーズと呼ぶこととする． 
 
1.3 研究成果と概要 
以下に本研究の成果と概要を示す． 
[研究1] 監視・制御システムの要求分析を効果的に支援するプロトタイピングシステ
ムの提案と適用評価[82] 
オブジェクト指向モデルを要求仕様言語とし，既存要求仕様及び GUI(Graphical 
User Interface)仕様の部品化，直接操作によるプロトタイプ構築，物理オブジェ
クトのダイナミズムを含む要求仕様のインタプリタ実行，を実現するプロトタ
イピングシステムを提案し，適用評価を行った． 
 6
[研究 2] 小規模な組込みシステムの最終製品検査を効率化する自動テストシステム
の提案と適用評価[84] 
状態遷移仕様に基づき，ICE(In-Circuit Emulator)を用いたメモリ設定と照合によ
って実機テストを自動化するシステムを提案し，適用評価を行った． 
[研究3] 品質とコスト目標を達成する品質計画支援システムと，その定量的基盤を提
供する品質とコストの見積りモデルの提案と適用評価[85] 
エンジニアリングプロセスの各フェーズの品質プロセスへの投資コストから検
知誤り量，及び検知誤り量から各フェーズのリワークプロセスのコストを推定
することにより，エンジニアリングプロセス全体での作業コストを見積るモデ
ルを提案・評価した．この見積りモデルを用い，品質マネジメントの基本戦略
に沿って，品質計画を策定する手順と，その手順を支援する試作システムを開
発し，適用評価を行った． 
 
研究 1 は本論文の第 3 章，研究 2 は本論文の第 4 章，研究 3 は本論文の第 5 章にそれ
ぞれ対応して述べる． 
なお，本論文の各研究の実証実験では，なるべく定量的かつ客観的に評価を行う姿勢
をとりながら，少ない適用例から，（定性的な評価も併用して）システム適用の有効性を
評価するアプローチをとっている．一般に，ソフトウェアに関するシステム提案では，
適用対象であるソフトウェアプロジェクトの独自性が強く再現性のある実適用を実施し
にくいこと，また実適用そのものの実施期間が長くコストも高いことにより，実適用を
通じて有効性の完全な検証を実施することが困難である．そのため，この分野の多くの
研究[98][99][100]が，限定された適用結果に基づいて評価を実施している．本研究もそう
した評価方法を採用している． 
 
1.4 本研究の構成 
以下に本研究の構成を示す． 
第 2 章では，背景知識と関連研究について述べる．要求分析プロセス，製品確認プロ
セス，及びエンジニアリングプロセスの誤り除去活動について，それぞれ背景知識と，
その中での本研究の位置づけと関連研究について明確にする． 
第 3 章から第 5 章は，3 つの研究成果に対応している．第 3 章は，研究 1 の成果に対
応して，オブジェクト指向仕様に基づくプロトタイピングシステムの提案と適用評価に
ついて述べる．第 4 章は，研究 2 の成果に対応して，状態遷移仕様に基づくテスト自動
化システムの提案と適用評価について述べる． 第 5 章では，研究 3 の成果に対応して，
品質とコストの見積りに基づく品質計画支援システムの提案と適用評価について述べる．
各章は，目的，従来システムと問題点，提案システムと技術課題，提案方式（あるいは
モデル），実証実験，及びまとめの構成をとる． 
最後に，第 6 章において，結論と今後の展望について述べる． 
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第2章 背景知識と関連研究 
 
2.1 要求分析プロセスの誤り除去活動 
2.1.1 要求分析プロセスの誤り除去の技法とシステム 
要求分析プロセスにおいて混入する誤りは，要求決定の遅延や要求変更となって，エ
ンジニアリングプロセスに多大な影響を与える．要求分析プロセスの品質確保は，受注
開発型のソフトウェア開発の成否を決める重要な事項である．  
JIS X0129-1[2]にソフトウェア製品がもつべき品質特性として，機能性，効率性，信頼
性，使用性，保守性，及び移植性が定義されている．これらの品質特性に対する要求は，
品質要求と呼ばれ，機能要求とともに要求仕様として記述される．要求仕様に記述され
た機能要求と品質要求は，エンジニアリングプロセスの中でその実現が設計・検証され
る．IEEE Std. 830[3]は，要求仕様に含まれる誤りとして，間違い，あいまい，矛盾，抜
け，実現不可能，及び検証不可能を定義している．  
要求プロセスにおける誤り除去作業は，要求の妥当性確認と呼ばれる[1]．妥当性確認
は，顧客の運用環境においてその目的を達するかどうかを確認する作業である[4]．要求
プロセスにおける妥当性確認の技法は，要求レビュー，モデルの妥当性確認，及びプロ
トタイピングの 3 つのカテゴリに分類される[1]．以下でそれぞれについて述べる． 
 
 (1) 要求レビュ  ー
レビューは，レビュー対象を直接人間の目で確認する作業であり，要求の妥当性確認
の手段として最も多く使用されている．要求レビューの対象は，要求仕様書あるいは要
求モデルである．レビューの効果と効率を上げる方法として，レビュープロセスの形式
化及びレビューポイントの設定がある． 
レビュープロセスの形式化は，レビューのプロセスを形式化することで，レビューア
の属人性を極力排除しレビューのプロセス品質の底上げを行うものである．インスペク
ション[21] [22]は，レビュープロセスの形式化に属する技法のひとつである．インスペ
クションは，参加者の役割，手順，データ収集法などを明示的に定義している．役割に
は，モデレータ，記録者，リーダ，及び開発者がある．手順は，計画，概観，準備，ミ
ーティング，再作業，及びフォローアップからなる．ミーティングの結果は，あらかじ
め定義されたフォーマットに従って報告書としてまとめられ，管理者に通知される．イ
ンスペクションでは， 開始基準と終了基準，エラー検知を支援するためのチェックリス
トなどのツールの整備が求められる． 
レビューポイントの設定は，レビュー参加者が何に従い，何に注意を向けて，誤りを
見つけ出すかを，事前に設定しておくことことで，レビューの効果と効率の向上をねら
う方法である．レビューポイントの設定における代表的な技法は，チェックリストに基
づくレビュ （ーChecklist-based Reading），及びユーザやテスト担当者などの観点別に行う
レビュ (ーPerspective-based Reading,あるいはUsage-based Reading)である．これらの技法に
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関する効果と効率は，種々の条件下で比較されている[23][24][25][75]． 
レビューは，エンジニアリングプロセスの検証の手段としても使用できる．要求の妥
当性確認としてレビューを用いる場合，レビュー観点を要求仕様の誤り種別と対応付け
る方法，顧客の参加の方法などが，技法の効果と効率に大きく影響することが報告され
ている[5][6]． 
 
 (2) モデルの妥当性確認 
モデルの妥当性確認は，要求の分析・仕様化で作成した要求モデルに対して，そのモ
デルの特性を利用して，妥当性確認を実施する方法である．要求モデルとその確認方法
の組み合わせが，妥当性確認の技法となる．  
モデルの妥当性確認には，顧客による理解容易性向上に重点をおくことにより，レビ
ュー効果と効率を上げる技法と，記述言語の推論機構を利用することにより，要求の誤
りを検出する技法がある． 
前者の代表的な技法は，システムの動作をシナリオとして表現し，顧客との対話を促
進する方法である[13][14]．シナリオは，顧客にとって比較的理解しやすい要求モデルで
あり，また作成と修正に時間がかからないため要求抽出にも利用しやすい。オブジェク
ト指向モデリング言語UML® (Unified Modeling Language)[15][16]は，タイプの異なる図
的な要求仕様記述言語の集合とそれらの間の関係を定義している。UML においてシナ
リオは，ユースケースとして表現され，他のモデル（クラス図，状態図，シーケンス図
など）との関係が明確に定義されているため，要求の分析・仕様化及び妥当性確認に用
いる記述形式として実用性が高い。顧客にシステムイメージを伝えるため，アニメーシ
ョンなどの補助的な手段が併用されることがある[17]．3 章の研究では，UML の前身で
あるオブジェクト指向モデリング言語OMT(Object Modeling Technique)[56]を，要求仕様
記述言語として利用している． 
後者の技法は，形式的仕様記述言語及びそのモデル検証である．数学的なバックボー
ンを持つ形式的言語を用いて要求仕様を厳密に記述することにより，形式的推論を利用
して，要求のあいまいさ，矛盾，及び抜けを発見する技法である[18][19]。形式的仕様記
述言語は，読み方について訓練を受けていない顧客にとって難解となるため，通常，顧
客が直接レビューするための要求モデルとしては利用しにくい． 
 
(3) プロトタイピング 
プロトタイピング[7][8]は，システムの見た目とふるまいをプロトタイプとして実装し，
妥当性確認のための顧客との対話を促進する方法である。作成されたプロトタイプは，
顧客にとって直観的に理解し易いので，要求の妥当性確認を効果的に行うことができる．
しかし一般に，プロトタイプ作成には多くの作業コストと時間がかかるため，開発のコ
ストと期間の制約を満たせない場合には，プロトタイピングは利用できない． 
この作業コストと時間の問題を軽減するために，種々のプロトタイピングシステムが
提案されている．要求分析用プロトタイピングシステムは，大きく２つのカテゴリに分
類できる．一つは，強力なGUI 構築機能と専用プログラミング言語環境を併せ持つタイ
プのシステムである（GUI 指向言語システムと呼ぶ[82]）．GUI 指向言語システムとして，
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Visual Works®やVisual Basic® for Application がこのカテゴリに入る．もう一つは，要求仕
様記述言語でシステムのふるまいを記述し，その仕様とGUI 仕様とを関連付けてプロト
タイプを作成するタイプのシステムである（仕様プロトタイパと呼ぶ[82]）．拡張状態遷
移図に基づく Statemate® [9]，オブジェクト指向の仕様に基づく Rhapsody® [10]，
ObjecTime® [11]，ペトリネットに基づく PROTTM [12]等がこのカテゴリに入る．3 章の研
究では，オブジェクト指向仕様に基づく仕様プロトタイパを研究のベースとして利用し
ている． 
 
2.1.2 要求分析の作業サイクル 
本研究が対象とする受注開発型ソフトウェア開発において，要求分析プロセスは顧客
と共同で進める作業である．この視点から捉えると，図 2-1 に示すような 2 つの作業形
態と作業サイクルがある [44]．  
 
 
 
オンライン作業 オフライン作業
顧客レビュー モデルの
妥当性確認
分析・仕様化
プロセス
要求抽出
プロセス
分析者と顧客と
のやりとり
分析者のみ
 
 オンライン
サイクル
通常サ
イクル
要求の妥当性確認プロセス
 
 
 
 
 
 
図 2-1 要求分析プロセスにおける２つの作業形態とサイクル 
 
2 つの作業形態とは，オンライン作業とオフライン作業である．オンライン作業とは，
分析者が要求の抽出と妥当性確認を目的に直接顧客とやり取りする作業であり，オフラ
イン作業とは，（顧客が参加せず）分析者のみで分析・仕様化及びモデルの妥当性確認
を行う作業である．2 つの作業サイクルとは，通常サイクルとオンラインサイクルであ
る．通常サイクルとは，オフライン作業である分析・仕様化及びモデルの妥当性確認と，
オンライン作業である要求抽出及び妥当性確認（顧客レビュー）の繰り返しである．オ
ンラインサイクルは，オンライン作業における要求抽出と顧客レビューの繰り返しであ
る． 
プロトタイピングシステムには，以下のことが求められる． 
z 顧客との対話は限られた時間と頻度でしか実施できないため，顧客の参加を必要と
するオンライン作業には，高い効率が求められる[55]．オンラインサイクルのサポ
ートにより，要求抽出及び妥当性確認を素早く回すことが重要となる． 
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z 要求の妥当性確認のプロセスの効果と効率を向上させるためには，要求抽出及び分
析・仕様化のプロセスと連携が重要である[1][52]．例えば，要求のレビューは，記
述された要求仕様の妥当性確認を目的とするが，その作業を通じて新たな要求を抽
出する機会ともなる[6]．モデルの妥当性確認は，分析・仕様化で用いる要求モデル
を入力とすることが前提である[1]．そして，プロトタイピングは，既に抽出された
要求に対する妥当性確認，及び新たな要求の抽出の 2 つの目的をもって実施される
場合が多い[53]．従って，妥当性確認の 3 つのカテゴリに属する技法・システムを
適切に組合せることが必要である． 
z 単に顧客が望むシステム要求を抽出するのではなく，顧客の要求を既存システムの
仕様へと積極的に誘導することが求められるようになってきている[44]．この要求
に対して，業務分野のオントロジーと要求仕様を対応付けることにより，要求の誘
導を効率的に行う技法 [48][49]，及び既存のシステムをベースとしてビジネスゴー
ル及び利用シナリオを構築する支援環境に関する研究[50]がなされている． 
 
2.1.3 研究の位置づけと関連研究 
本論文の第 3 章では，監視・制御システムを対象製品分野とし，要求の妥当性確認プ
ロセスの技法としてプロトタイピングを対象とする．本論文第 3 章の位置づけと関連研
究を表 2-1 に示す． 
一般に，顧客との対話の時間（オンライン作業時間）が限られる場合が多い．また，
監視・制御システムの製品分野では，既存製品群から顧客要求に近いものを選択しカス
タマイズする開発形態への変化が顕著である [20]． 
本研究で提案するプロトタイピングシステムは，仕様プロトタイパをベースとしてい
る．これによって，要求分析者の分析・仕様化作業の支援を行うことができる．提案シ
ステムは，従来の仕様プロトタイパに対して，オンラインサイクルのサポートと，監視・
制御システム特有の事項を考慮し，既存システム仕様への誘導を行えるように改良して
いる． 
 
表 2-1 本論文第 3 章の位置づけと関連研究 
 
 
 
 
 
 
 
 
 
 
モデルの妥当性確認
のサポート
要求モデルを使用
（分析・仕様化のサポート）
オンラインサイ
クルのサポート
無 無 VisualWorksVBA 困難
仕様プロトタイパ 従来型 一部（文法と，モデル間の整合性チェック）
オブジェクト指向モデル+Rhapsody[10]
オブジェクト指向モデル+ObjecTime[11]
Statecharts[57]+Statemate[9]
Petri-net+PROT[12]
困難 困難
提案方式 一部（文法と，モデル間の整合性チェック）
本論文第３章
オブジェクト指向モデル+ROAD/EE[82][83]
 
プロトタイピング
ツールのカテゴリ
GUI指向言語システム
受注型システム開発全般:
要求抽出および分析・仕様化のプロセスとの連携 監視・制御シス
テム特有:
既存システム仕
様への誘導
要求の妥当性確認
プロセスに求めら
れること
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2.2 製品確認プロセスの誤り除去活動 
2.2.1 製品確認プロセスの誤り除去の技法とシステム 
製品確認プロセスにおける誤り除去は，製品の妥当性確認プロセスと製品検査プロセ
スにおいて行われる． 
 
(1) 製品妥当性確認プロセス 
製品妥当性確認プロセスの技法の代表的なものは，受入テストである．受入テストは，
システムが組み立てられた状態で，運用形態もしくはそれに近いテスト環境で，顧客が
その製品を受け入れ可能であるかどうかを判断するテストである[1][4]．受入テストでは，
その製品が，有効性，生産性，安全性，及び満足性の 4 つの使用時品質[2]を満たしてい
ることが確認される． 
 
(2) 製品検査プロセス 
製品検査プロセスでは，製品妥当性確認プロセスにより生じる要求変更，及び製品検
査プロセス自体が検知した誤りを，リワークプロセスにおいてプログラム修正した後に，
製品を再度テストしなければならない．この段階では以下の問題がある． 
[P1] 製品としての全貌が初めて顧客の目に晒されるため，要求変更の要請を受け易
い．要求変更を受け入れれば，プログラムを修正する必要が生じる． 
[P2] 要求変更及び要求の誤りに伴うプログラムへの修正は，プログラムの他の部分
に予想外の悪影響を及ぼす可能性がある．こうした悪影響がないことを保証す
るテストが回帰テストである．回帰テストは，変更の影響範囲が特定できない
場合，実施済みテストの全面的なやり直しを必要とする． 
[P3] テスト環境に，実運用環境もしくはそれに近いテスト環境でテストを実施しな
ければならないため，テストデータの入力と結果照合を自動化することが難し
い． 
回帰テストの効率化の技法・システムは，テスト範囲の限定及びテスト自動化という
２つのカテゴリに大別される．テスト範囲の限定は，プログラムに加えた変更が，①プ
ログラムの他の部位にどのように影響を与えるか，また，②要求機能にどのような影響
を与えるか，を把握することで，合理的にテスト範囲を削減するための技法・システム
群である．このカテゴリ属する技法・システムとして，要求から設計コンポーネントへ
の双方向の追跡性の定義[3]，追跡性管理のための支援システムなどが提案されている
[54]． 
テスト自動化には，要求仕様からテストシナリオを生成するシステム（テストシナリ
オジェネレータ），設定されたテストデータに基づき回帰テストを自動化するシステム
（自動テスタ）などがある．テストシナリオジェネレータでは，反応的な仕様（状態遷
移仕様）に基づくものが実用化されているが[67][68][69][72]，変換的な仕様及び品質要
求についての研究はほとんど見られない．自動テスタには，テスト用データを手動によ
って定義するものとして，テストの操作記録を再実行する方式[70][71][87]，及びスクリ
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プト言語によりテスト内容を記述する方式[87]がある．自動テスタでは，被テストプロ
グラムに入力を与え，プログラムの出力を参照して期待値と照合するためのインタフェ
ースの設定が重要となる（本論文ではこれをテスト界面と呼ぶ）．非組込みシステムで
は，Web ページや Active-X，CORBA など入出力インタフェースが標準化されたコンポ
ーネントが用意されているケースが多いため，このインタフェースをテスト界面とする
自動テスタが多い[87]．これに対して，組込みシステムでは，ハードウェアと組み合わ
せた状態での実機テストとなるため，テスト界面を適切に設定することが難しく，それ
がテストの自動化を困難にしている．実用化された数少ない例として，マイコンポート
をテスト界面とする自動テスタがある[70]． 
 
2.2.2 研究の位置づけと関連研究 
本論文の第 4 章では，小規模な組込みシステムを対象製品分野とし，製品検査プロセ
スにおけるテスト自動化を対象とする．本論文第 4 章の位置づけと関連研究を表 2-2 に
示す． 
小規模な組込みシステムの製品分野では，製品検査プロセスは，ハードウェアと組み
合わせた実機テストとして実施されること，及び要求仕様に占める反応的な仕様の割合
が多いこと，という 2 つの特性に注目している． 
本研究では，テスト自動化システムのテスト用データ設定方法として，要求仕様変換
方式を提案する．この方式によって，要求仕様の変更に伴う再テストの実行を，一貫し
て自動化することが可能になる．提案システムは，状態遷移仕様からテストシナリオを
生成する部分に従来のアルゴリズム[67][68][69][72]を，テスト界面にデバイスドライバ
インタフェースのメモリインタフェースを採用している． 
 
表 2-2 本論文第 4 章の位置づけと関連研究 
 
 
 
 
 
 
 
 
 
 
組込みシステム
（実機テスト）
非組込みシステム
（汎用コンピュータ上のテスト）
操作記録方式 ADO[22]テスト界面：　マイコンポート
スクリプト方式 無
要求仕様
変換方式 反応的仕様
本論文第４章 testCASE[26]
状態遷移仕様→テストシナリオ[19][20][21]
テスト界面：　デバイスドライバのメモリイン
タフェース
無
変換的仕様 無 無
非機能的仕様
（品質要求） 無 無
　　　　　　　　　　　　製品分野
テスト用データ設定方法
TestComplete[28]
テスト界面：　標準コンポーネントI/F
手動定義
方式
 
14 
 
2.3 エンジニアリングプロセスの誤り除去活動 
2.3.1 エンジニアリングプロセスの誤り除去活動の見積りモデル 
エンジニアリングプロセスにおける誤り除去は，品質プロセスで行われる．品質プロ
セスは，設計プロセスではレビュー，テストプロセスではテストが活動の主体である． 
 
(1) 品質プロセスの効果と効率の定量的把握 
レビューとテストの効果を表す指標は，混入誤り量R に対する検知誤り量D から計算
する検知率D/ R，また効率を表す指標は，技法の適用にかけた作業コストあたりの検知
誤り量で表現することが多い[36][37][38]．  
 効果＝検知率D/ R 
 効率＝検知誤り量/活動にかけた作業コスト  （Gilb ら[88]）   
レビューとテストの効果及び効率は，プロジェクトの特性，組織や個人の能力差，及
び設計の技法との組み合わせに大きく依存するため，ばらつきが大きい．しかし，その
影響は統計的なばらつきと考え，誤り検知効率一定など比較的単純なモデルを用いて，
レビューやテストの作業コストの見積りを行う場合が多い[24]． 
レビューへの投資対効果を，同一の誤りをテストで検知した場合とのコスト差異とし
て表現する指標の提案がある [92][93][94]．本論文の第 5 章で提案する見積りモデルは，
レビューとテストを対峙したものと捉えず，エンジニアリングプロセス全体でのコスト
最適化を扱うという意味で，これらの研究を一般化したものである． 
 
(2) 品質とコストの見積りモデル 
品質の見積りとは，ソフトウェアに含まれる残存誤り量を推定することに相当する．
残存誤り量を推定するモデルは，係数法，外挿法，及び総量管理法に大別される．係数
法は，プロジェクトの特性を表すパラメータ，及び過去のプロジェクトの実績データで
調整した係数を用いて，エンジニアリングプロセス全体での混入誤り量及び検知誤り量
を見積る方法である．例えば，COCOMOⅡの COQUALMO モデル[43][45]などがある．
外挿法は，対象プロジェクトの検知誤り量の測定履歴をモデル曲線にフィッティングさ
せ，将来の検知誤り量及び残存誤り量を推定する方法である．単一フェーズ内の外挿法
として，成長曲線モデル（横軸：テスト実施コスト，縦軸：累積検知誤り量）があり，
フィッティングするモデル曲線として，指数型モデル[74][89]，S 字型モデル[90]などが
提案されている．エンジニアリングプロセス全体の外装法として，Rayleigh 曲線に基づ
く推定法[39]がある．この場合，グラフの横軸は開発フェーズ，縦軸は各フェーズの検
知誤り量で表現する． 
総量管理法は，フェーズ毎の混入誤り量は所与のものとして，各フェーズの検知誤り
量の見積りに基づき，順次各フェーズの残存誤り量を計算していく方法である．例えば，
総量管理モデル[42]がある．総量管理モデルでは，各フェーズにおける混入誤り量が組
織能力値とプロジェクト特性から決定される定数値であるとして，検知誤り量を，品質
プロセスコスト×ヒット率（残存誤り量に依存せず効率一定と考える方法）で推定する． 
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 検知誤り量からリワークコストを推定する方法として，Kan[40]のモデルが提案されて
いる．このモデルでは，誤り 1 件あたりのリワークコストが，検知されたフェーズ毎で
一定としている． 
 総量管理モデルとKan のモデルでは，誤りデータ種別として検知フェーズのみが考慮
されている．また，これらのモデルを連結し，各フェーズの品質プロセスコストから，
各フェーズの検知誤り量と，そのリワークコストを推定し，それらを総計してエンジニ
アリングプロセス全体のコストを見積るモデルは，提案されていない． 
 
2.3.2 研究の位置づけと関連研究 
本研究の第 5 章では，受注開発型システム全般を対象製品分野とし，エンジニアリン
グプロセスにおける品質計画支援を目的にして，各フェーズでの品質プロセスの実施コ
ストからエンジニアリングプロセスの品質とコストを見積るモデル及びシステムを提案
する．本論文第 5 章の位置づけと関連研究を表 2-3 に示す． 
本研究で提案する見積りモデルは，総量管理法をベースとして，誤りデータ種別の考
慮範囲を混入及び検知フェーズにした上で，見積り範囲をリワークコストの推定まで含
めている． 
表 2-3 本論文第 5 章の位置づけと関連研究 
 
 
 
 
 
 
 
 
 
　 コスト見積り
検知誤り量と残存
誤り量の推定
混入誤り量の
推定
検知誤り量と残存
誤り量の推定
混入誤り量の
推定
リワークコスト
の推定
無
外挿法
総量管理法
混入及び検知
フェーズ 拡張総量管理法
本論文第5章[85]
提案モデル
エンジニアリングプロセス全体
検知フェーズ
指数型モデル[74][89]
S字型モデル[90]
Kan[40]
単一フェーズ内 エンジニアリング・プロセス全体
品質見積り
COCOMOII・COQUALMOモデル
[45]
Rayleighモデル[39]
総量管理モデル[42]
誤りに関する
見積り項目
誤りデータ種別
の考慮範囲
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 第3章 オブジェクト指向仕様に基づくプロトタイピ
ステム ングシ
 
3.1 本章の研究の目的と位置づけ 
本章の研究目的は，監視・制御システムを対象として，要求分析を効果的に支援する
オブジェクト指向仕様に基づく仕様プロトタイパの提案と適用評価である． 
監視・制御システムの製品としての特性は，実世界オブジェクトの監視と制御を扱う
ことである．また，この製品分野は，事業的に成熟しており，海外市場の新規顧客の獲
得を狙う一方，開発コスト抑制のため，既存システムをベースにカスタマイズ開発する
イージーオーダ型の開発スタイルを志向している．この場合，要求分析プロセスにおい
て以下のような特性をもつ．  
z 顧客が，同種のシステムに対する利用経験をもたない． 
z 要求分析者と顧客との対話が，限られた時間と頻度でしか行えない． 
z 請負側企業は，実績のある既存のシステムを持ち，再利用率向上のため既存のシ
ステム仕様へと誘導したいと考えている． 
図 3-1 に本章の研究の対象プロセスに沿って，このような製品分野の特性から生じる
プロトタイピング実施上の目標を示す． 
[目標１]  既存要求仕様への誘導 
[目標 2]  オンライン作業の効率的実施 
[目標 3]  監視・制御システムのふるまいの理解性向上 
 
 
 
 
 
 
 
 
 
 
 
図 3-1 本章の研究対象プロセスと目標 
 
オンライン作業 オフライン作業
分析・仕様化
プロセス
[目標３]
[目標２]
[目標１] 要求抽出
プロセス
顧客レビュー モデルの
妥当性確認
オンライン
サイクル
プロタイプ
作成
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3.2 従来システムと問題点 
オブジェクト指向仕様に基づく仕様プロトタイパの従来システムとして，Rhapsody[10]
とObjecTime[11]がある．このシステムは，オブジェクト指向要求仕様記述モデルを用い
てシステムのふるまいの仕様を記述し，そのふるまい仕様をGUI 仕様と関連付けてプロ
トタイプを作成するシステムである． 
図 3-2 に，オブジェクト指向仕様に基づく仕様プロトタイパ（以下従来システム）の
システム構成を示す．従来システムは，ふるまい仕様エディタ，インスタンスエディタ，
プロトタイプ定義エディタ，及びプロトタイプジェネレータの４つの部分からなる．従
来システムの特徴は，以下の 2 点である． 
z ふるまい仕様とGUI 仕様との関連付けがインスタンスレベルで行われること． 
z プロトタイプデータを作成した後，プロトタイプジェネレータがプログラムコード
を生成し，そのコードをコンパイル・リンクすることで，プロトタイプをビルド
すること． 
 
ふるまい仕
様エディタ
プロトタイプ
定義エディタ
プロトタイプデータ
（GUIと画面上のレイアウト，インスタンス構
成，インスタンスレベル関係づけ情報）
ふるまい仕様
(クラス図，状態図）
インスタンス
エディタ
インスタンス構成
（インスタンスと状態，
関連リンク）
プロトタイプ
ジェネレータ
コンパイラ
＆リンカプロトタイプ
・クラス仕様の編集
・インスタンス生成
・状態値設定
・関連リンクの設定
・ＧＵＩ仕様定義とレイアウト設定
・ＧＵＩ仕様とインスタンスの関連づけ
要求
分析者
・プロトタイプによる
妥当性確認
ロード
モジュール
生成
＆実行
プロトタイプ
コード（Ｃ++等）
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3-2 様プロトタイパのシステム構成仕  
 
以下に，プロトタイプ構築手順を記述する． 
(1) ふるまい仕様の記述：ふるまい仕様エディタを用いて，一つのクラスのふるまいと
して一つの状態図を割り当ててふるまい仕様の記述を行う． 
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(2) インスタンス構成の記述：インスタンスエディタを用いて，プロトタイプを構成す
るインスタンスを記述する． 
(3) プロトタイプ定義 
(3-1) GUI 仕様定義： プロトタイプ定義エディタを用いて，プロトタイプのもつべ
き画面（プロトタイプ画面）の GUI 仕様を定義する．プロトタイプ定義エデ
ィタ上の GUI パレットには，円，矩形，多角形，折れ線などの基本描画要素，
基本描画要素をグループ化してあらかじめ登録しておくグループ描画要素，画
面レイアウト用のフレーム，及びボタンやシリンダのような操作入力用 GUI
部品があり，要求分析者はこれらを GUI パレットからプロトタイプ画面上に
直接張り付け，さらに変形・移動させることでプロトタイプ画面のレイアウト
を作成する．  
(3-2) インスタンスと GUI 仕様の関連付け： プロトタイプ定義エディタを用いて，
インスタンス図上のインスタンスの状態と，プロトタイプ画面上のアイコンと
の対応づけを行う．例えば，o1 の「ON」状態を「青色のアイコン」に，o1 の
「OFF」状態を「無色のアイコン」に対応付ける．アイコンとして，単純な繰
り返し動作を表現するアニメーションを定義することもできる．この対応付け
の操作は，クラス毎で，インスタンス数と表示アイコンを関連づける状態数を
掛けた数だけ必要となる．さらに，GUI 部品への入力と，それによって生じる
イベントの解釈を対応付ける．例えば，図 3-4 で「ON」ボタンを，インスタ
ンス o1 に対する「on」イベント（クラス C2 の状態図中のイベント）へと対
応付ける．この対応付けの操作は，クラス毎で，インスタンス数と入力イベン
ト数を掛けた数だけ必要となる． 
 
 
 
C1
C2の状態図
OFF
ON
C2
クラス図
o2 : C2o4 : C1
o3 : C2
o1 : C2
ON
o1
OFF
ON
o2
OFF
ON
o3
OFF
C1の状態図
一つのクラスの仕様
インスタンシエーションによる
インスタンスと関係の定義
各クラスのふる
まいの記述
GUI パレット
ボタン
シリンダ
GUI部品
基本描画
要素
グループ
描画要素
フレーム
A
プロトタイプ画面
GUI貼り付けによるプロトタイプ画面レイアウトの作成
組立によりユーザ定義可能
o1 o2 o3
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C2の３つのインスタンスの
コントロールパネル
C2の３つのインスタンス
のふるまい
(1) ふるまい仕様の記述 (3) プロトタイプ定義
(3-2) インスタンス
とGUIの関連付け
インスタン
ス図
C2の３つのインスタンス
の見かけ
(2) インスタンス構成の記述
(3‐1)  GUI仕様定義
 
 
 
図 3-3 従来システムにおけるふるまい仕様とプロトタイプデータ，及びその作成手順 
(4) プロトタイプのビルド：プロトタイプジェネレータを用いて，プロトタイプデータ
からプロトタイプのコードを生成し，その生成コードをコンパイル・リンクするこ
とで，プロトタイプのロードモジュールを作る． 
 
図 3-3 は，従来システムによるふるまい仕様とプロトタイプデータ，及びその作成手順
（上記 (1)-(3)）を示す． 
 
o1
ON OFF
見かけと状態の間の1対1関係
OFF
ON
on
off
o1
o1
関連付け 1
oｎ
ON OFF
OFF
ON
on
off
o2
on
関連付け n
:
GUI部品とイベントの
間の1対1関係
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3-4 仕様プロトタイパにおけるインスタンスとGUI仕様の関連付け 
 
 
 次に，従来システムの問題点を明確にする． 
[問題 1] 要求仕様（ふるまいとGUI）を部品化できない．このため，目標 1 の既存要求
仕様への誘導が阻害されている． 
[問題 2] プロトタイプ構築に時間がかかる．プロトタイプ定義においてインスタンスレ
ベルで GUI 仕様と関連づけているため操作数が多くなることと，コード生成
を行うためコンパイル・リンクが必要であることによる．このため，目標 2 の
オンライン作業の効率的実施が阻害されている． 
[問題 3] 監視・制御オブジェクトは物理オブジェクトであり，通常のクラス図と状態図
の範囲では，そのダイナミズムを記述・表現することができない．このため，
目標 3 の顧客にとって監視・制御システムの動きを理解しにくくしている． 
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3.3 提案システムと技術課題 
3.3.1 システム要件 
監視・制御システムにおけるプロトタイピングの目標を達成するためのシステムを提
案する．提案システムは，オブジェクト指向仕様に基づく仕様プロトタイパをベースと
し，従来の仕様プロトタイパがもつ前述の 3 つの問題を解消する．提案システムが満足
すべきシステム要件を以下に示す． 
[要件 1] 要求仕様の部品化と組み立て （問題 1 と問題 2 の解決） 
監視・制御オブジェクトの要求仕様（ふるまい仕様とGUI 仕様）を部品化し，それ
らを組み立てることでプロトタイプを定義できること． 
[要件 2] プロトタイプデータのインタプリタ実行（問題 2 の解決） 
コード生成及びコンパイル・リンクを経ずに，実行可能なプロトタイプを構築でき
るように，プロトタイプデータを，直接インタプリタ実行できること． 
[要件 3] 監視・制御対象オブジェクトのダイナミズムの表現・実行（問題 3 の解決） 
監視・制御システムで扱う物理オブジェクトのダイナミズムを，ふるまい仕様中に
記述し，実行し，プロトタイプ上で表現できること． 
 
3.3.2 提案システムの構成と解決すべき技術課題 
図 3-5 に提案システムのシステム構成と，解決すべき技術課題を示す． 
図 3-5 に示すように，提案システムは，クラスレベルでふるまい仕様とGUI 仕様を関
連づけた要求仕様部品をデータベースとしてもち，要求仕様部品の作成と登録を行う要
求仕様部品エディタ，及び登録した要求仕様部品を組み立ててプロトタイプデータを作
成する部品組立型プロトタイプ定義エディタをもつ．これによって，要件 1を満足する．
また，プロトタイプデータを直接インタプリタ実行する実行エンジンと，プロトタイプ
の実行をディスプレイするプロトタイパをもつ．これによって要件 2 を満足する．最後
に，要件 3 に対応して，ふるまい仕様に，物理法則を表現するダイナミズムを定義でき
るような拡張を行い，それを実行エンジンが実行し，その結果をプロトタイパが表示で
きるようにする． 
 
提案システムにおいて解決すべき技術課題は，以下の 2 つである． 
[技術課題 1] 要求仕様（ふるまいとGUI）をクラス単位でパッケージ化する方式 
[技術課題 2] ダイナミクスを含むふるまい仕様の直接実行方式 
これら 2 つの技術課題を解決する方式の提案と評価を次節で行う． 
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ふるまい仕
様エディタ
部品組立型
プロトタイプ
定義エディタ
プロトタイプデータ
ふるまい仕様
(クラス図，
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3-5 提案システムの構成と技術課題 
 
 
3.4 提案方式とその評価 
3.4.1 要求をクラス単位でパッケージ化する方式 
(1) 従来の問題点・課題 
 従来方式[10][11]は，GUI 仕様との関連づけをインスタンスレベルで定義している．こ
のため，プロトタイプ定義時における操作が多い．特に，顧客との対話を行うオンライ
ン作業においては，煩雑な操作の数を減らす必要がある． 
 
(2) 提案方式 
 提案方式では，インスタンスレベルのふるまい仕様とGUI 仕様間の関連づけを，クラ
スレベルで行う．図 3-6 に，要求仕様部品内でのふるまい仕様とGUI 仕様との対応関係
を示す． 
提案方式では，要求仕様部品定義における「関連づけ情報」を，以下の 4 種類に整理
した（図 3-6 のNo.7-No.10）． 
拡張状態図）
要求仕様部
品エディタ
要求仕様
部品
プロトタイパ
・クラス仕様の編集
・ＧＵＩ仕様定義
・ＧＵＩ仕様とふる
まい仕様との関
連付け
・インスタンス生成
・関連リンクの設定
・レイアウト設定
要求分
析者
顧客
・プロトタイプによ
る妥当性確認
実行エン
ジンプロトタイプ
インスタンス構成，
関係づけ情報
操作入力
インスタンスの
状態値と属性値
技術課題１
技術課題２
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① クラス⇔制御パネル 
② クラス属性⇔値表示・設定用GUI 部品 
③ イベント⇔操作入力用GUI 部品 
④ 状態⇔アイコン表示 
 
 
 
 
 
 
 
 
 
 
 
 
C1
OFF
ON
C2
クラス図
ON
制御パネル１
OFF
C1の状態図
一つのクラスの仕様
ボタン
シリンダ
GUI部品
基本描画要素
テキスト表示
組立によりユー
ザ定義可能
ＧＵＩ仕様定義ふるまい仕様定義
アイコン１
アイコン２
No. 1 属性
No. 2 
ｵﾍﾟﾚｰｼｮﾝ
No. 3 
関連
No. 4  状態図 No. 5 アイコン
No. 6 制御パネル
組立によりユー
ザ定義可能
No. 9
イベント⇔操作入力
No. 7
クラス⇔制御パネル
No. 8
属性⇔値設定・表示
関連付け
 
 
図 3-6 要求仕様部品内でのふるまい仕様とGUI仕様との対応関係 
 
これらのクラスレベルの関連付けは，プロトタイプ定義において，インスタンスレベ
ルの関連に自動的に展開される．図 3-7 に，プロトタイプ定義を行う際の，部品組立型
プロトタイプ定義エディタ上での要求仕様部品の組み立て操作を示す． 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3-7 部品組立型プロトタイプ定義エディタ上での要求仕様部品の組み立て操作 
 
プロトタイプ画面
ON
o2
OFF ON
o3
OFF
o2 o3
o1
C2
C１
要求仕様部品パレット No. 11 
インスタンスの初期化
No. 13 
関連リンク
制御パネル
（ｲﾝｽﾀﾝｽ対応） 属性値の表示と入力
イベントの発生
状態に応じたアイコ
ンの表示
位置の移動
画面位置と，属性との関連付け
X = a × 位置 ＋ b
インスタンスのレイアウト
No. 12 
No. 10
状態⇔アイコン表示
on
off
C2の状態図
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図 3-7 に示すように，要求仕様部品をプロトタイプ画面に直接貼り付けることで，以下
のことが部品組立型プロトタイプ定義エディタ上で自動的に展開される． 
① プロトタイプ上へのアイコンの生成 
② インスタンスの生成と初期化 
③ 制御パネルの生成 
④ 状態対応のアイコンと状態値との関連づけ 
⑤ 制御パネル上での値表示・設定用GUI 部品とインスタンスの属性値との関連づけ 
⑥ 制御パネル上での操作入力用 GUI 部品とインスタンスへのイベント送付との関
連づけ 
④～⑥の関連づけが展開されることによって，プロトタイプ画面とインスタンスの動的
ふるまいの間で，以下のインタラクションを行うことができるようになる． 
・ インスタンスの状態変化から，関係づけられたアイコンへの表示切り替え 
・ インスタンスの属性値変化から，値表示・設定用GUI 部品での「値」の表示変化 
・ 値表示・設定用 GUI 部品での「制御パラメータ」の設定から，インスタンスの属
性値変化 
・ 制御パネル上での操作から，インスタンスへのイベント送付 
 
 (3) 評価 
 従来方式[9][10]と比べて，プロトタイプ定義時の操作数が減ることを示す． 
図 3-8 は，従来方式によるプロトタイプ定義時における生成操作と関連づけ操作と，
各々の操作数を示している．従来方式では，インスタンス図上でインスタンスを生成し，
プロトタイパ上で GUI 部品を編集・生成し，その後，インスタンスと GUI 部品との関
連付けを行う． 
 
ｲﾝ
ｽﾀ
ﾝｽ
アイコン
インスタンス
（インスタンス図
エディタ上）
ＧＵＩ仕様
（プロトタイプ
定義エディタ上）
属性設定・
表示ＧＵＩ
ｲﾍﾞﾝﾄ発生
用ＧＵＩ
Ni
Na
Ne
 
 
 
 
 
 
図 3-8 従来方式による生成操作と関連づけ操作 
 
図 3-9 は，提案方式による要求仕様部品の定義時と，プロトタイプ定義時における生
成操作と関連づけ操作と，各々の操作数を示している．提案方式では，要求仕様部品エ
生成操作
・インスタンス1
・アイコン Ni
・操作パネル 1
・テキストフィールド Na
・ボタン Ne
関連づけ操作
・アイコン Ni
・属性 Na
・イベント Ne
操作
ﾊﾟﾈﾙ
１
１
インスタンス数
Ｎins 
24 
 
ディタ上で，ふるまい仕様とGUI 仕様との関連付けを行う．その後．プロトタイパ上で，
要求仕様部品を直接操作により具現化する． 
 
 
 
 
 
 
 
 
 
 
図 3-9 提案方式による生成操作と関連づけ操作 
 
表 3-1 に，従来方式と提案方式による生成操作及び関連づけ操作に関する操作数の総
和を示す． 
表 3-1 従来方式と提案方式による生成操作と関連づけ操作の操作数比較 
 
 
 
 
 
 
 
 
操作数は，プロトタイプ定義時（オンライン作業に相当）で Nins (1+2Ni+2Na+2Ne)の
減少，要求仕様部品エディタ上の操作を含めてもNins -1+2(Nins-1)(Ni+Na+Ne)の減少，
となる． 
提案方式を用いることで，オンライン作業量を削減することができ，インスタンス数
に比例してその削減効果も大きくなることがわかる． 
 
3.4.2 ダイナミクスを含むふるまい仕様の直接実行方式 
(1) 従来の問題点・課題 
ふるまい記述に用いる状態図は， Statecharts[10]の記法に基づいている．Statecharts は，
対象システムを，タイムアウト遷移をもつ並行な状態機械としてモデル化する．Harel
ら[57]は，Statecharts の実行意味論を単位時間経過イベント(Tick)により時間経過するリ
アクティブシステム（Timed System）として与えている．Timed System は離散システム
のための計算モデルであり，従来方式[9][10]はその実装方式を提供している． 
直接操作に
よる具象化
ク
ラ
ス
アイコン
ＧＵＩ仕様
（要求仕様部品エディタ上）
属性設定・
表示ＧＵＩ
ｲﾍﾞﾝﾄ発生
用ＧＵＩ
Ni
Na
Ne 操作ﾊﾟﾈﾙ １
ｲﾝ
ｽﾀ
ﾝｽ
アイコン
属性設定・
表示ＧＵＩ
ｲﾍﾞﾝﾄ発生
用ＧＵＩ
操作
ﾊﾟﾈﾙ
１
インスタンス数
Ｎins 
：
インスタンスとＧＵＩ仕様
（プロトタイプ定義
エディタ上）
生成 関連付け
Ｎins （2+Ni+Na+Ne） Ｎins （Ni+Na+Ne）
Ｎins 1+Ni+Na+Ne Ni+Na+Ne
生成 関連付け
要求仕様部品定義 プロトタイプ定義
従来方式
提案方式
25 
 
Maler ら[58]は，自然界のダイナミクスを含むハイブリッドシステムをモデル化するた
めに，Statecharts に対して，変数の連続的な変化を表す微分方程式を，OR 状態に記述で
きるように，拡張を加えた上で，その実行意味論を Phased Transition System (PTS)として
与えている．一般に，連続系のダイナミクスは n 個の連続変数ベクトルｘ=[x1,x2,…xn]T
に関する連立線形微分方程式で表現されることが多い． 
 
 
    )(tfAxxdt
d += (3-1) 
 
 
ここで，A は n×n の定数行列，f(t)は n 個の時間関数のベクトル[f1(t), f2(t)…fn(t)]Tである． 
図 3-10 に，PTS の記述例を示す．Moving という状態に対して微分方程式を割り当て
ている． 
PTS の計算は，（時刻進行がなく状態遷移の連鎖とそれに伴う離散変数の更新が起こ
る）離散フェーズと，（時刻進行があり微分方程式に従って連続変数の更新が起こる）連
続フェーズを繰り返すものである． 
提案方式は，PTS の実装方式を提供する．この際の課題は，提供する実装方式が，プ
ロトタイピングの目的に対して，合目的性と近似性をもったものとなることである． 
 
 
Stop Movingx = Ax + f(t)・
START
[x>B]
 
 
 
 
 
図 3-10 PTSの記述例 
 
 (2) 提案方式 
提案方式は， PTS をコンピュータ上で近似的に模擬する．つまり，ふるまい仕様記述
に用いる状態図において，OR 状態が変数の連続的な変化の近似を表す差分方程式をも
てるように記法を拡張する．実行にあたっては，PTS の連続フェーズを，最小経過時間
ΔT 幅で離散時間サンプルして連続変数の更新を行う．  
提案方式では，(3-1)式で示す微分方程式を，差分方程式として定義する．このとき，
差分方程式は，微分方程式の数値計算等で用いる近似計算式，例えばΔT が十分小さい
として(3-2)式で示される漸化式，で近似する． 
 
 
(3-2) TtfxTAIx nnn Δ+Δ+=+ )()(1 
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図 3-11 に，提案方式における PTS の近似的な記述例を示す． 
 
 
START
Stop Movingxn+1= (I+ΔT)xn+f(tn)ΔT
[x>B]
 
 
 
 
 
図 3-11 提案方式におけるPTSの近似的な記述例 
 
図 3-12 に，提案方式におけるふるまい仕様の実行時における実行の制御手順を示す． 
 
 
timeout(ΔT)
離散フェーズ
do/while (発火条件が整った状態遷移が存在)
通常の状態遷移の実行;
[発火条件が整った状態遷移が一つ
以上存在する]
C
done
実行中
実行待ち
[otherwise]
連続フェーズ
do/for all instances 
doingアクティビティの実行;
 
 
 
 
 
 
 
 
 
 
 
 
図 3-12 提案方式における実行の制御手順 
 
図 3-12 において，プロトタイプは，初期状態として「実行待ち」状態にいる．単位経
過時間ΔT が経過した時点で，発火条件を満たすトリガが存在する場合，すなわち，イ
ベント発生，あるいは連続時間変数を含む条件式の真への変化により，発火条件が整っ
た状態遷移が一つ以上存在する場合，離散フェーズへ移行する．離散フェーズでは，発
火条件を満たすトリガが存在するインスタンスがある限り，そのインスタンスについて
状態遷移に伴う計算が実行される．単位経過時間ΔT が経過した時点で，すべてのイン
スタンスに発火条件を満たすトリガが存在しない場合には，連続フェーズへ移行する．
連続フェーズでは，現在状態に doing アクティビティが存在するすべてのインスタンス
について，そのアクティビティに記述された差分方程式を 1 ステップ実行する．連続フ
ェーズあるいは離散フェーズの計算が終了すると，実行待ち状態へ戻る． 
なお，Maler らのモデルでは，状態遷移に最小遅延時間λと最大遅延時間μを設定す
ることで遷移の可能状態と実際の発火との関係に一定の制約を記述することができるが，
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この記述方法は仕様に非決定性（どの遷移が発火するかは一意に決まらない）を生じる
ため，提案方式の状態図ではタイムアウト遷移（λ＝μ）のみの追加に留めている． 
 
(3) 評価 
まず，プロトタイピングの目的に対する提案方式の合目的性について評価する． 
監視・制御システムのプロトタイピングでは，提案されたシステムに対する要求仕様
を，顧客にとって理解し易くするという目的に対して，以下の２つのことを表現・模擬
できなければならない． 
z 外部オブジェクトの動きをビジュアル化して模擬  
z 外部オブジェクトの属性値（制御状態値）が閾値を超えたことをトリガとした
制御の開始 
提案方式で，どのように，上記 2 点を満たすかを，図 3-13 のエレベータの例を使って
示す． 
図 3-13 において，エレベータの Moving 状態で，オブジェクトの属性「高さ」の更新
が行われる．この「高さ」をプロトタイプ画面上のオブジェクトの位置と対応付けるこ
とで，オブジェクトの動きをビジュアルに表現することができる．また，エレベータ制
御の状態図中に「高さ」をモニタする遷移条件を記述することで， 例えば，ある階への
到達を検知したことをトリガとして制動動作を開始することを模擬できる． 
すなわち，上記 2 点は，提案方式により以下のように表現可能である． 
① オブジェクトの属性値をプロトタイプ画面上の位置と関連づけることで，動きとし
て表現 
② オブジェクトの属性値をモニタするトリガ記述により，閾値を超えた際の制御開始
イベントを表現 
 
 
 
 
 
 
 
 
エレベータ
高さ
速度
エレベー
タ制御
MOVE
Stop
Moving
高さ＝高さ～＋速度×ΔT
STOP
「高さ」を見て制御
「高さ」と画面位置
① 属性値とアイコン位置
との関連づけ
⇒アイコンの動き
①
②
② 属性値をモニタす
るトリガ記述
⇒制御開始
 
図 3-13 エレベータの記述例と要件の満足 
 
次に，提案方式の要求仕様としての近似性について議論する． 
(3-2)式の近似による誤差として，微分方程式を差分方程式で近似することによる数値
計算上の誤差の累積と，状態遷移条件の発火がΔT 毎でしか評価できないことによる最
大ΔT の発火タイミングの遅延がある。しかし，これらは，外部環境の経時変動の速さ
に比してΔT を十分に小さくすることで，その誤差範囲を抑えることが可能である．ま
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た，提案方式を利用した要求の妥当性確認では，離散システムが外部環境を計測・制御
する動作をビジュアル化することでプロトタイプをよりリアルに見せることが目的であ
り，離散システムと環境の時間制約を厳密に検証することを目的としたものではないた
め，これらの近似誤差は大きな問題とはならない． 
このように，提案方式は，プロトタイピングの目的に対して，合目的性と近似性をも
った実装方式を提供していることがわかる． 
 
3.5 実証実験 
本章の研究の目標状態の確認のために実証実験を行った． 
3.5.1 試作システム 
提案システムの試作（ROAD/EE と呼ぶ）を行った．ROAD/EE は，UNIX ワークステ
ーション上に，X Window/Motif，C++言語を用いて実装している．そのふるまい仕様の
記述モデルとしてオブジェクト指向分析設計手法 OMT(Object-Oriented Modeling 
Technique)[56]を採用した．  
図 3-14 に試作システムの構成を示す． 
ROAD/EEのふるまい仕様エディタは，クラス図エディタと状態図エディタからなり，
OMT のふるまい仕様の作成を行うことができる．ROAD/EE では，図 3-5 におけるプロ
トタイパとプロトタイプ定義エディタを，一体化して実装している．これにより，プロ
トタイパ上で，プロトタイプデータを定義し，その画面上でプロトタイプ実行を行うこ
とができる．実行エンジンは，要求仕様とプロトタイプデータを読み込み，インタプリ
タ実行する．ツールマネージャは，これらのコンポーネントの起動と終了の管理，及び
コンポーネント間の通信の制御を行う． 
 
 
 
 
 
クラス図
エディタ
ふるまい仕様エディタ
状態図
エディタ
ツール
マネー
ジャ
プロトタイパ
(部品組立型プロト
タイプ定義エディタ)
実行
エンジン
ふるまい仕様
要求仕様部品
要求仕様部
品エディタ
１ ふるまい仕様定義
２ 要求仕様部品定義
３ プロトタイプ定義４ プロトタイプ実行
 
 
 プロトタイプデータ
部品組立型プロトタイプ定義
エディタとプロトタイパの一体化
コンポーネントの起動と終了の管理，
コンポーネント間の通信の制御
 
 
 
 
 
 
 
図 3-14 試作システムの構成 
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3.5.2 要求仕様の再利用によるプロトタイプ構築機能 
 表 3-2 にROAD/EE を用いたプロトタイプ構築の作業項目と設定項目の概要を示す． 
 
表 3-2 プロトタイプ構築における定義項目 
作業項目 設定項目 No. 
属性 1 
クラス図 オペレーション 2 
関連 3 
ふるまい仕
様定義 
状態図  4 
アイコン  5 GUI仕様 
定義 制御パネル  6 
クラス⇔制御パネル 7 
属性⇔値設定・表示 8 
イベント⇔操作入力 9 
要求仕様 
部品定義 
関係づけ 
状態⇔アイコン表示 10 
インスタンス 初期化 11 
レイアウト 12 プロトタイプ定義 
関連リンク  13 
  
 
表 3-2 に示すように，ROAD/EE におけるプロトタイプ構築プロセスは，大きく要求仕様
部品定義とプロトタイプ定義に分かれる．以下にそれらの詳細を記述する． 
 
(1) 要求仕様部品定義 
要求仕様部品定義は，クラス図と状態図を定義するふるまい仕様定義と，アイコンと
制御パネルを定義するGUI 仕様定義，及びそれらの間の関連付けからなる．図 3-6 上の
No は，表 3-2 の要求仕様部品定義における設定項目に対応している． 
要求仕様部品は，ふるまい仕様，GUI 仕様，及びそれらの間の関連付けをパッケージ
化し登録したものである．要求仕様部品は，クラス図内の各クラスに対して定義できる
もので，次の構成要素からなる．それらは，矢印の先で示す専用エディタによって編集
できる． 
 ・ふるまい仕様定義(クラス定義と対応する状態図)  ⇒ ふるまい仕様エディタ 
 ・1 つの制御パネル ⇒ 制御パネルエディタ 
 ・1 組のアイコン集合 ⇒ アイコンエディタ 
 ・ふるまい仕様とGUI 仕様の間の関係付け 
  ⇒ 制御パネルエディタ及びアイコンエディタ 
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ふるまい仕様定義において，クラス図とそのふるまい仕様を記述する状態図を定義す
る．クラスのオペレーションでは，そのインスタンス属性値への参照と代入に加え，関
連によりたどることができる他クラスのインスタンス属性値への参照，オペレーション
の呼び出しを記述することができる．状態図の中で，イベントに対するアクション，及
びアクティビティを記述できる．アクション及びアクティビティには，クラスのオペレ
ーションの呼び出しと，クラスの属性名への代入を記述することができる． 
 状態図上の状態遷移と，状態中に記述するアクティビティの構文をBNF で以下に記述
する． 
 
状態遷移の構文 
 state-transition :=  trigger | trigger ‘/’ actions 
 trigger := event-name | ‘[’ condition ‘]’ | 
   event-name  ‘[’ condition’]’ | timeout ‘(’ literal-number ‘)’ | done 
 condition := boolean-expression 
 actions := action | actions ‘;’ action 
 action := assignment | event-sending | messaging 
 assignment := attribute-name ‘=’ expression 
 event- sending := instance ‘!’event-name // インスタンスへのイベント送付 
 messaging := instance ‘.’ operation-name ‘(‘ argument-list ‘)’ 
  // インスタンスのオペレーションの実行 
 argument-list := expression | argument-list ‘,’ expression 
 instance := association-name |SELF // 関連名により関係リンク先を参照 
  // SELF はそのインスタンス自身を参照 
アクティビティの構文 
 activities := activity | activities ‘;’ activity 
 activity := activity-type-name ‘/’ operation-name 
 activity-type-name := entry | exit | do | doing  // entry, exit, do はUML の定義と同じ 
  // doing は連続変数の単位時間更新のため追加 
 
 
制御パネルは，ボタン，テキストボックス，スライダなどのGUI 部品を配置したウィ
ンドウであり，配置された各GUI 部品は，クラスの属性及び状態図上のイベントと関連
付けて定義する．実行時において，GUI 部品を操作することにより，対応するインスタ
ンスに対して，属性値の設定とモニタ及びイベントの発生を行うことができる．制御パ
ネルは，個々のインスタンスへの操作インタフェースを与える． 
アイコンは，インスタンスの視覚的イメージを与える．１つのアイコンは，状態図の
任意のOR 状態に対して関連付けることができる．実行時において，各インスタンスは，
その現在状態に対応したアイコンとして表示される．  
要求仕様部品をクラス毎に定義するのは，従来の仕様プロトタイパにおいて課題であ
ったふるまい仕様とGUI 仕様とを関連付ける手間を減らすことと，既存の要求仕様をパ
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ッケージ化する単位としてクラスを用い，要求仕様の再利用と顧客要求の誘導を図るた
めである．ROAD/EE の設計思想として，要求仕様部品定義の作業のほとんどはオフラ
イン作業で行い，オンライン作業となる顧客の要求に応じたカスタマイズ作業は，プロ
トタイプ定義で行うことを想定している． 
 
(2) プロトタイプ定義 
プロトタイプ定義は，インスタンスの初期化とレイアウト，及び関連リンクの設定か
らなる．この作業は，ROAD/EE が提供するプロトタイパにより行う． 
図 3-7 上のNo は，表 3-2 の「プロトタイプ定義」における設定項目に対応している． 
 プロトタイパには，「要求仕様部品定義」であらかじめ定義されている要求仕様部品が
登録されている．インスタンスの初期化では，要求仕様部品を表す「クラスアイコン」
を Drug ＆ Drop 操作によりプロトタイプ画面上に直接貼り付けることで，インスタン
スを生成する．その操作により，そのクラスに関連付けられている制御パネルウィンド
ウも同時に生成される． 
プロトタイプ画面上では，アイコンを通常の描画要素と同様にレイアウトすること，
及びアイコン表示位置と属性値とを関連づけることができる．制御パネル上では，イン
スタンスの属性値を設定することができる．アイコン表示位置（X,Y）を，属性値から
計算する式を定義することで，属性値の変化をアイコン表示位置の移動として見せるこ
とができる．また，プロトタイプ画面上の直接操作により，インスタンス間に関係リン
クを設定することができる．その際，定義済みのクラス間の関連のみ関係リンクを設定
することが許される． 
 プロトタイプ定義の作業において，プロトタイプ画面のGUI 仕様とふるまい仕様との
関係付けを改めて設定する必要はない．これによって，オンライン作業に対応するプロ
トタイプ定義の設定作業の負荷を小さくしている． 
 
3.5.3 ふるまい仕様のインタプリタ実行機能 
ROAD/EE では，プロトタイプを実行すると，オブジェクト指向仕様を直接解釈実行
し，その実行結果をプロトタイプ画面上に表示する． 
 プロトタイプ定義後，プロトタイパ上で実行を開始するメニューを選択することによ
り，実行が開始する．プロトタイプデータは，インスタンス，その属性値，及びインス
タンス間の関連リンクからなる．プロトタイプデータ内のインスタンスは，その所属ク
ラスの状態図に従う状態機械として，並列に実行される． 
 制御パネルに対して操作を行うと，インスタンスの属性値の変更を含むイベントが発
生する．図 3-2 に示す実行制御手順に従って，インスタンス毎にイベントの処理を行い，
状態遷移が起こる．状態遷移が起きると，状態遷移元の exit アクション，状態遷移中の
アクション，及び状態遷移先の entry アクションが実行される． 
 アクションでは，関係リンクを使った関係インスタンスの参照が可能であり，これを
使って，参照先の属性値の参照，参照先へのイベント送付，及び参照先のオペレーショ
ンの呼び出し（メッセージ送付）を記述することが可能である．つまり，一つのインス
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タンスへの一つのイベントからスタートした実行を，アクションとアクティビティを通
じて，他のインスタンスへと連鎖させていくことができる． 
こうした実行の連鎖は，シミュレーション時間としては同時に，しかし実際の計算は，
逐次的に現在状態及び属性値に副作用を及ぼしながら進む．ROAD/EE では，属性値に
対する以下の 2 つの参照法を許している． 
z 「属性名」： ステップ実行中の副作用結果を反映した現在値 
z 「属性名～」： ステップ実行前の副作用結果を反映しない値 
実行順序により生じる非決定性を明示的に回避したい場合には，「属性名～」を使用す
ることを推奨している． 
 プロトタイプ画面上では，実行結果を表示する．インスタンスの状態遷移により，遷
移先の状態と関連付けられたアイコンへと表示が切り替わる．インスタンスの属性値に
変化があると，制御パネル上の属性値の表示が更新され，その属性値が計算式によって
プロトタイプ画面上のインスタンス表示位置と関連づけらている場合には，アイコン表
示が計算式によって決まる画面位置へと移動する． 
 
3.5.4 適用評価 
ROAD/EE を監視・制御システム向けプロトタイピングシステムとして業務へ適用す
ることにより，その有効性を評価した． 
(1) 適用対象 
本適用評価におけるプロトタイピングを行う対象は，鉄鋼圧延プラントの監視制御シ
ステムである．図 3-15 に鉄鋼圧延システムの概念図を示す． 
 
 
Down Coiler
Tracking Zones
Steel Materials
Finishing Mills
furnace 
 
 
 
 
 
図 3-15 鉄鋼圧延プラント概念図 
 
 本システムは，鉄鋼圧延プラントにおける鋼材(Steel Materials)の位置と状態のモニタ，
異常時における監視者による制御を行う．プロトタイピングを行う目的は，監視画面に
対する顧客要求の抽出と妥当性確認を行うことであり，顧客に監視画面上で行う作業の
流れをイメージしてもらい，要求仕様をスムーズに決定することである．この際，顧客
は同種のシステムについての経験がない海外ユーザを想定しており，要求分析者にとっ
て限られた頻度と時間の打ち合わせしか許されていない．また，要求分析者は，同種の
システム開発を数多く経験してきており，顧客の満足を得ながらなるべく既存のシステ
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ムを流用しコストを抑えることを望んでいる． 
 
(2) 評価手順 
適用評価は，以下の手順に従って実施した． 
① SE 部門の要求分析者(2 名)と協力して，ふるまい仕様記述及びプロトタイプを作成
する． 
② 要求分析者が，想定顧客との打ち合わせの際に生じる可能性の高い要求変更を，ブ
レンストーミングにより抽出する． 
③ プロトタイプに対して，洗い出した要求変更を採り入れる改修作業を実施する． 
④ 評価項目を設定し，要求分析者が上記適用結果を評価する． 
 
(3) 評価項目 
評価項目は，監視・制御システムのプロトタイピングの目標状態の達成を評価でき
るように，以下のように設定した． 
R1) システム記述力の十分さ  [目標 3] 
  R1.1) システムの見かけ 
  R1.2) システムのふるまい(外部刺激に対するシステム応答) 
   R1.3) システムの外部環境及びそれによる制約 
R2) 要求の反映と確認作業の短縮化 [目標 2] 
 R2.1) 要求の追加・修正作業が顧客にもわかりやすい簡単な操作でできること 
 R2.2) プロトタイプのビルド処理で待たされないこと 
R3) オフライン作業とのデータ共有  [目標 1] 
R4) 要求仕様の部品化と組立機能  [目標 1] 
 
(4) プロトタイプ構築結果 
 プロトタイプを構築した際に作成したふるまい仕様記述のうちクラス図を図 3-16 に
示す． 
オブジェクト指向分析でふるまい仕様記述を行ったところ，ほぼ図 3-15 に示した装置
ごとにクラスを割り当てる結果となった．その中で TrackingZone (トラッキングゾーン)，
FinishingMill (圧延機)，及びDownCoiler (巻取機)クラスに対しては，Zone という共通の
親クラスを設けた．Zone は「鋼材がその上に存在する領域」としてモデル化し，それら
に共通なオペレーションを共有させるようにした．これらのクラスはイベントに対する
ふるまいがそれぞれ異なるため，状態図は個々のクラスに対して別々に定義した．また，
Zone のサブクラスにおいて，表示アイコン，表示属性，及び操作が異なるので，アイコ
ン及び制御パネルをクラスに対応して作成した． 
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図 3-16 鉄鋼圧延プラント監視・制御システムのクラス図 
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図 3-17 監視画面プロトタイプ 
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図 3-17 は，ROAD/EE で作成した監視システムのプロトタイプである．図 3-17 上部はセ
ンサからの情報を基に装置の状態を表示する監視画面部分 (Monitoring Display Part) で
あり，下部は監視者が制御パネルを用いてプラントを制御する制御パネル部分 (Control 
Panel Part) である． 
 
(5) 要求分析者による評価 
要求分析者との対話により，顧客との打合せで起こりやすい主な要求変更を洗い出し
た．それらの要求変更を ROAD/EE 上で実装した．その際，要求変更と修正を行った設
定項目との対応を表3-3に示す．ここで，設定項目の欄には表3-2右端のNoを使用した． 
 このプロトタイプのオンライン作業における有効性について要求分析者 2 名に評価を
してもらった．評価は，(3)の評価項目に沿って行う．まず，システム記述力の十分さ（R1）
については，ROAD/EE が提供するプロトタイプは，単にGUI 仕様を見せるのではなく，
鋼材がどのように動き，監視画面上でユーザは何を監視し，何をオペレーションするか
というイメージを十分に伝えることができるという評価を得た（R1.3 の満足）． 
 要求の反映と確認の短縮化（R2）について，次のような評価結果となった．要求変更
a～e は，他の設定項目への修正を伴わないため，速やかな修正が可能である．f，g はア
イコンやオペレーションの新規追加が必要であるが，単一クラス内に閉じた修正のため，
OMT に習熟している使用者であれば一連の手順で修正が可能である．従って，要求変
更 a～g は，顧客対話時に修正可能な範囲である (R2.1 を満足する要求範囲)．これに対
して，複数クラスの修正や他の設定項目への新規追加が必要な h～j については，クラス
図の再設計になるため，大きな作業量とともに要求分析者に特殊な訓練が必要となると
いう評価を受けた（R2.1 を満足できない要求範囲）．また，プロトタイプ再構築に要す
る時間（R2.2）については，要求分析者に特に比較の対象がなく評価を受けなかった． 
 オンライン作業とのデータ共有（R3）については，オブジェクトモデルの各クラスの
属性は最終製品における監視すべき状態を表し，データモデル作成上有用であるとの評
価を受けた．しかし，現場にはオブジェクト指向の考え方と OMT が普及していないた
め，要求仕様書としてそのまま使える現状にはないという意見もあった． 
 要求仕様の部品化と組立機能（R4）については，要求変更 a～c の範囲が顧客別のプ
ラント構成の違いに相当し，定義済みの仕様部品を用いることで，プロトタイプ定義の
みの簡単な設定のみで対処できる．このため，顧客のプラント構成に対応した監視画面
イメージを既存仕様の組合せで構成でき，そこからの要求誘導（要求変更 d～j に対応）
に便利であるとの評価を受けた． 
表 3-4 は，表 3-1 の計算方法を用いて，図 3-17 監視画面プロトタイプにおける従来方
式と提案方式でのプロトタイパ上の操作数の差異を求めた結果である．従来方式は，操
作数 96 回を必要とするのに対し，提案方式は生成操作数 9 回で済み，操作数 87 回の削
減となっている．  
この適用評価によって，(R1) システム記述力の十分さ，(R2) 要求の反映と確認作業
の短縮化，(R3) オフライン作業とのデータ共有，(R4) 仕様の部品化と組立機能を満た
すことを確認し，この方式が目標状態の達成に有効性であることを示した． 
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表 3-3 要求変更に対して必要な設定項目 
  修正する設定項目 
 要求変更 ROAD/EE修正の概要 ふるまい
仕様定義
ＧＵＩ仕
様定義 
関係 
付け 
プロトタ
イプ定義
a 圧延機の鋼材許容枚数の増減 初期値の修正    11 
b 装置の順番入れ替え レイアウト、関連リンクの追加    12,13 
c 圧延機の追加 インスタンス、関連リンクの追
加 
   11,12,13
d 鋼材番号の表示 制御パネルで既存の属性を表示  6 8  
e 異常時に圧延機アイコンを警告表
示する 
アイコンを既存の状態に追加  5 10  
f 巻取機が鋼材を巻き取るアニメー
ションの追加 
2, 4 5 10  
g 鋼材許容枚数超過時の、圧延機の
対応処理追加 
状態、アイコンの追加 
2, 4 5 10  
h 圧延機が鋼材を圧延するアニメー
ションの追加 
1, 2, 3, 4 5 10 11 
i 異常鋼材の取り除き操作の追加 1, 2, 3, 4 6 9 11,13 
j 鋼材の移動アニメーションの追加 
クラス、状態の追加及び，既存
クラスへの修正 
 
1, 2, 3, 4 5, 6 8,9,10 11,12,13
 
 
 
表 3-4 従来方式と提案方式でのプロトタイパ上の操作数比較 
 
 
 
 
 
 
 
 
項目 SimManager Material TrackingZone FinishingMill DownCoiler 計
GUI構成部品数 アイコン Ni 2 2 2 2 4 12
表示用属性 Na 3 0 5 4 4 16
操作ボタン Ne 3 0 0 0 0
インスタンス数 Nins 1 5 1 1 1
操作数 従来方式 生成　ANins(2+Ni+Na+Ne) 10 20 9 8 10 57
関連付け　B
Nins(Ni+Na+Ne) 8 10 7 6 8
提案方式 生成　A'Nins 1 5 1 1 1
操作数の削減数 A+B-A' 17 25 15 13 17 87
3
9
39
9
 
 
(6) 要求変更に対する作業規模に関する評価 
 表 3-3 に示した ROAD/EE 上での要求変更は，作業規模の面から次の 4 つに分類でき
る．そのそれぞれについて，従来の仕様プロトタイパを使用した場合との比較を行う． 
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① インスタンス構成の変更 
 表 3-3 における a～c は，圧延プラントの構成など運用環境の変更に相当する．こ
の変更を従来の仕様プロトタイパで行うと，インスタンス図(インスタンスの構成を
定義するモデル図)と，GUI 仕様を別々に書き直し，GUI 仕様とインスタンスの関連
付けを行った後，コード生成とビルドを行う作業を経なければならない．一方，
ROAD/EE では，モデルを直接解釈実行する方式のため，プロトタイパ上でのインス
タンス生成とリンク生成操作（プロトタイプ定義の設定）のみでプロトタイプの再構
成が完了し，短時間で変更を反映することができる． 
この分類の変更に対しては，プロトタイプデータのインタプリタ実行（システム
要件 2）による作業の軽減効果が現われている． 
 
② 個別クラス仕様の変更 
 表 3-3 の d, e, f, g はクラス内で閉じた変更である．d, e は既に定義済みの属性ある
いは状態を画面表示に反映する変更であり，f, g は新しい状態を追加し画面表示に反
映する変更である．これらの変更を行う場合，従来の仕様プロトタイパでは GUI 仕
様を含む要求仕様部品の登録はできないため，インスタンス毎に GUI 仕様とふるま
い仕様との関連付けを行う必要がある．これに対して，ROAD/EE ではクラス定義で
GUI 仕様との関連付けを行うことができるので，インスタンス毎の関連付け操作を省
略できる． 
この分類の変更に対しては，要求仕様の部品化と組み立て（システム要件 1）によ
る作業軽減効果が現われている． 
 
③ システム仕様全体に渡る変更 
 表 3-3 の h, i は，システム全体に渡る要求仕様の見直しとなる新規機能の追加であ
る．変更は複数のクラスに渡り，属性とオペレーションの追加と変更及び状態図の大
幅な変更が必要である．変更の大きさは従来の仕様プロトタイパにおいても同じであ
る．どちらの場合でも，オンライン作業のターンアラウンド時間の許容範囲を越えて
いると考える． 
 
④ 環境のダイナミクスの追加 
 表 3-2 の j は，鋼材を画面上にアイコンとして表示し，時間の経過とともに，それ
が Zone 上を移動するという動作表示の追加である．変更以前は，鋼材処理中の Zone
の色が変化する要求仕様であった．この変更は，ROAD/EE 上では，鋼材の「移動中」
状態に対して，鋼材の位置属性 x のダイナミクスを表現する差分方程式： 
(3-3)    x = x~ + vΔT 
を定義し，プロトタイプ画面上の座標と鋼材の位置属性と結び付けることで実現でき
る．ここで，v は速度を表す鋼材の属性である． 
 従来の仕様プロトタイパでは，採用している状態モデルが離散的な仕様しか表現で
きないため，連続的な材の動きと材が各 Zone を通過するタイミングを視覚的に表現
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することはできない．こうしたプラント監視システムでは，監視対象となるオブジェ
クトが連続時間系のダイナミクスをもっているケースが多いので，連続的な動作の記
述と実行は顧客のシステム理解のために重要である．ROAD/EE では，外部環境のダ
イナミクスを差分方程式で，外部環境の変化を監視するシステム仕様をオブジェクト
の属性値に関する状態遷移部の条件式で表現することで，プロトタイプ実行に反映す
ることができる． 
この分類の変更に対しては，監視・制御対象オブジェクトのダイナミズムの実行・
表現機能（システム要件 3）によりはじめて対処可能となった． 
 
(7) UML との関係 
ROAD/EE がふるまい仕様記述モデルとして用いている OMT は，UML の母胎となっ
た仕様記述モデルである．ROAD/EE がプロトタイピングで使用するクラス図及び状態
図の範囲では，OMT 仕様は UML 仕様に意味を変えずに変換可能である．ROAD/EE で
拡張したダイナミクスの記述を，UML における状態図に対して加えることも可能であ
る．従って，ROAD/EE の要求モデルとしてUML を採用した場合でもその実装は容易で
ある． 
 
(8) 実証実験により明確となった課題 
ROAD/EE を用いてオンライン作業をさらに効率よく支援するためには，次の課題を
解決していく必要であると考えている． 
z プロトタイプのカタログ化 
 プロトタイプデータをカタログ化し蓄積・検索できるようにしておくことにより，
良く似たシステム構成を素早く検索し，そこからオンライン作業を開始することがで
きる． 
z ふるまい仕様とGUI 仕様の関連付けの柔軟化 
 ROAD/EE は，現在 1 クラスに 1 組のGUI 仕様群（アイコンセットと制御パネル）
しか関連付けることを許していない．しかし，プロトタイプ画面上に置かれたインス
タンスに対して，GUI 仕様が同じでクラスを変えたい場合や，逆にクラスが同じで
GUI 仕様だけ変えたい場合が多い．その場合，その関連付けをプロトタイプ画面上で
容易に切り替えることができれば，さらに多くの要求変更への素早い対処が可能にな
る． 
 
3.6 本章のまとめ 
3.6.1 適用範囲 
提案システムによるオンライン作業支援は，比較的大規模な監視・制御システムの要
求分析を対象とし，プロトタイプを構築する以前に必要な要求仕様部品がある程度準備
されていることを前提としている． 
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 開発システムの規模が小さいと，オンライン作業にプロトタイピングを使うこと自体
の意味が小さい．また，情報通信システムでは，画面そのものが単純で，画面切り換え
以外に動きを持たない場合が多く，ふるまい仕様に，状態図を使うほど，複雑でリアル
タイム性をもつ仕様を表現する必要が少ないことから，仕様プロトタイパよりGUI 指向
言語システムによるプロトタイピングの方がより適切であろう． 
 新規システムの初期打ち合わせ作業を想定した場合，プロトタイプ定義に必要な要求
仕様部品が予め存在していることは仮定できない．この場合，提案システムを用いたプ
ロトタイプ構築は，要求仕様部品を作るところから開始しなければならず，オンライン
作業の時間制約上不適切である．新規システムの初期打ち合わせでは，要求会議[59]や
シナリオ分析[14] など他の要求抽出の技法を併用する必要がある．特に，UML[15]は，
ユースケースあるいはシーケンス図を用いて，顧客がシステムを使用するシナリオを時
間順に記述するもので，顧客にとって直観的である．シーケンス図は，それを入力とし
て状態図を導く手順[60]が報告されているので，提案システムのモデル記述の初期入力
として併用することも可能である． 
 提案システムのふるまい仕様記述は，機能的な仕様を表現し，実行させることによっ
て，機能と使用性の妥当性を確認することにその用途が限定される．効率性や信頼性な
どの他の品質要求については，別の手段により，要求の抽出と妥当性確認を行う必要が
ある． 
 
3.6.2 まとめ 
本章では，監視・制御システムの要求分析を効果的に支援するオブジェクト指向仕様
に基づく仕様プロタイパの提案と適用評価を行った． 
まず，従来の仕様プロトタイパが，監視・制御オブジェクトの要求仕様（ふるまいと
GUI）をばらばらに作るため部品化できないこと，プロトタイプ構築に時間がかかるこ
と，オブジェクトのダイナミズムを表現できないこと，の 3 つの面で問題があることを
示した． 
 次に，従来の仕様プロトタイパの弱点をカバーする提案システムを提案し，2 つの技
術課題，すなわち要求仕様をクラス単位でパッケージ化する方式及びふるまい仕様の直
接実行方式，について，提案及び評価を行った． 
最後に，目標状態の達成の確認を行う目的で実証実験を行った．提案システムを実装
する試作システムを開発し，鉄鋼圧延プラントの監視画面プロトタイピングに適用する
実験と評価を行った．その結果，提案システムが監視・制御システム向けプロトタイピ
ングシステムとしての有効性であること示した．
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 第4章 状態遷移仕様に基づくテスト自動化システム 
 
4.1 本章の研究の目的と位置づけ 
本章の研究目的は，小規模な組込みシステムを対象製品分野として，製品検査プロセ
スを効率化するための，状態遷移仕様に基づくテスト自動化システムの提案と適用評価
である． 
組込みソフトウェアは，マイコン内に組込まれ，入力機器からの信号を出力機器への
信号へ変換する役割をもつ．小規模な組込みソフトウェア[73]は，デジタル信号処理を
行うものを除きそのほとんどが表示系・操作系を含む機器制御用であり，要求仕様記述
に占める反応的な要求仕様の割合は 50%以上である．反応的な要求仕様とは，入力と内
部状態から出力を決定する仕様を指す．状態遷移仕様は，反応的な要求仕様を記述でき
る． 
組込みシステムは，周辺機器とのインタフェースをとるため，機器依存の信号入出力
を扱わなければならない．従って，製品確認プロセスでは実機テストが欠かせない．そ
して，小規模な組込みシステムの開発では，機器依存の部分を局所化する目的で，プロ
グラム構造として，図 4-1 に示すような入力-処理-出力の 3 層のモジュール構造で実装さ
れている場合が多い[73]．3 層のモジュール構造とは，マイコンポート上の入力信号を処
理し入力データをメモリ上に値として書き込む部分(入力デバイスドライバ)，入力メモ
リ上の変化を読み，要求仕様に基づき出力データを作成し，それをメモリ上の値として
書き込む部分（ロジック処理），及び出力データをメモリ上から読みマイコンポートへの
制御出力信号として書き込む部分(出力デバイスドライバ)の 3 つの部分に分かれたモジ
ュール構造を指す．  
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ﾄﾞﾗｲﾊﾞ群
ロジック
処理
キー入力
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LED表示
ﾄﾞﾗｲﾊﾞ 出力ﾃﾞﾊﾞｲ
ｽﾄﾞﾗｲﾊﾞ群
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入力デバイス 出力デバイス
機器依存の
信号出力
手入力と目視確認に
よる実機テスト
マ イコ ン
機器依存の
信号入力
 
 
 
 
 
 
 
 
 
 
 
３層のモジュール構造 
 
図 4-1 小規模組込みソフトウェアの実機テストと 3 層のモジュール構造 
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 小規模な組込みシステム開発では，実機上での動作の確認ができる製品確認プロセス
になって初めて，顧客が製品としてのふるまいを確認することができるようになるため，
製品の機能と品質をエンドユーザの嗜好に合わせる調整や，他社製品との比較から必要
と判断した機能の追加等を目的に，要求変更依頼を受ける場合が多い．要求変更依頼に
対応すれば，製品検査プロセスにおいて，製品の要求仕様への適合を確認するために再
テストを行う必要が生じる．製品の高機能化によりプログラム規模の増大化が進み，ビ
ジネス上の要求から開発期間の短縮化圧力が強まる中，この再テストにかかる時間とコ
ストの削減は，システム開発上の大きな課題となっている． 
本章の研究は，こうした課題を解決することを狙っており，その目標状態は，製品検
査プロセスにおける実機上のテスト及び再テストを，検査の網羅性を確保しつつ効率的
に実施できることにおいている．  
 
4.2 従来システムと問題点 
4.2.1 テスト自動化技術の現状 
 図 4-2 は，製品検査において，要求仕様に基づきテストを実行するまでの作業フロー
である．  
 
 
 
 
 
 
 
 
 
 
 
 
 
図 4-2 要求仕様からテスト実行までの作業フローと（従来）自動化が可能な部分 
 
 
最初に，テストシナリオ作成では，要求仕様に基づき，テスト項目を洗い出し，テス
トシナリオを作成する．テストシナリオは，被テストプログラムに与えるべき入力及び
照合の系列である．次に，テストデータの作成では，具体的な入力及び照合のやり方を
決定するために，テストシナリオからテストデータを作成する．ここで，テストデータ
とは，テストシナリオの入力及び照合を，具体的に被テストプログラムに入力し，その
自動化作業
（カッコ内は自動化システム）
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出力と期待値とを照合できる物理的なデータ形式もしくは自動テスタへ入力及び照合を
指示するコマンド列である．最後に，テスト実行と結果文書化では，テストデータを入
力し，被テストプログラムを実行し，テスト結果を評価し，テスト成績書を作成する． 
図 4-2 において，二重線の箱は，従来技術により自動化が可能な部分を表している．
テストシナリオ作成作業に対しては，有限状態モデルで記述された要求仕様（以下，状
態遷移仕様と呼ぶ）からテストシナリオを自動生成する方式が提案されている．代表的
なものとして，状態遷移仕様内の状態遷移を網羅するトランジションツアー法[61]，状
態判定系列を生成するアルゴリズム[62][63][64][65][66]，有効グラフの簡略化アルゴリズ
ムを用いて状態遷移の全組合せパスを網羅する手順[27]などがあり，それらの実装も報
告されている[67][68][69]．テスト実行と結果文書化作業については，テスト実行の自動
化を一部実現する自動テスタが実用化されている [70][71]．これらの実用化された自動
テスタは，マイコン（とそれに載ったソフトウェア）を完全なブラックボックスと考え，
マイコンポートに現れる入出力信号レベルで，テスト実行を自動化する方式をとってい
る． 
しかし，従来技術では，テストデータ作成作業部分の自動化が欠落しており，要求仕
様からテスト実行までの作業を一貫して支援することができない．このため，自動テス
タによりテスト実行するためには，テストシナリオから手作業でテストデータを設定す
るしか手段がなく，この設定に要する作業コストが，システム全体の効率性を著しく低
下させている．テストデータの自動生成は，要求変更から再テストまでのターンアラウ
ンド時間を短縮する上で不可欠な機能と言える． 
 
4.2.2 従来の自動テスタと問題点 
 組込みシステムにおいて，テストデータの自動生成が困難な理由を，テストデータの
手動設定方式をとる自動テスタADO[70]を例にとり考察する． 
 ADO は，マイコンを完全なブラックボックスと考え，マイコンポートに現れる入出力
信号レベルで，テスト実行を自動化するシステムである．図 4-3 に ADO のシステム構
成を示す． 
 図 4-3 で，テスト環境は，マイコンを含む実機環境，信号設定・照合装置，及び PC
から構成される．テスト者は，PC からマニュアル操作で，入力値とそれに対する期待値
のペアの系列を設定する．信号設定・照合装置は，マイコンの入出力ポートに直接結線
されており，設定された系列に従って，入力値から入力ポートへ擬似入力信号を発生し，
出力ポート上に現れる出力信号を期待値と照合する．その結果を PC で加工しテスト成
績書を出力する．ADO は，実時間性を保った完全な実機環境下でのテストが可能であり，
マイコンポート上の入出力信号の仕様に変更が無い場合，プログラムの構造が変化して
もそのままの設定で再テストできる利点をもつ． 
 ADO の問題点は，以下の 2 つである． 
 
[問題 1] テストデータを自動生成できる適切なテスト界面を設定できない． 
[問題 2] 自動テスタに専用ハードウェアを使っているため，移植性・保守性が悪い． 
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図 4-3  ADOのシステム構成 
 
一般に自動テスタは，プログラムへの(擬似)入力を行い，その入力に対するプログラ
ムの出力の参照と，期待値との照合を繰り返すことによって，テスト実行を自動化する．
このとき，自動テスタが，プログラムとやり取りする物理インタフェースをプログラム
のテスト界面と呼ぶ． 
 ADO は，テスト界面としてマイコンポートを用いている．マイコンポートを用いるこ
との欠点は，要求仕様レベルの入力と期待値に比べて，マイコンポートにおける入出力
信号が低レベルであるため，テストデータの作成と設定が困難なことと，テストできる
要求仕様の範囲が制限されることである． 
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図 4-4 要求仕様例の入出力装置 
 
 例えば，図4-4に示すような時刻を表示する4個のLED(Light Emitting Diode)に対して，
キーマトリックスを操作して，時刻設定をする機能を想定する．この機能に対して，
「KEY0～9 を押したら 1 個目の LED にその数字が表示される」という要求仕様を考え
る．この場合，人手によるテストでは，「数字キー1 を押す」という操作に対して，「1
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個目のLEDに1が表示されている」というシステム応答を目視確認すればよい．しかし，
通常組込みソフトウェアでは，次のような入出力仕様が加わる． 
(1)キーの入力判定を行うために 20ms 毎の入力検査を行う．チャタリング防止のため
2 回連続して同一キーを確認してはじめてキーインと見なす． 
(2) LED の残像効果を利用するために，20ms 毎に 4 つの LED を巡回的に点灯する制
御信号を出力する． 
 この場合，マイコンポート上に現れる入出力信号は，テストすべき要求仕様と入出力
仕様が絡み合ったものとなるため，マイコンポート上でのテストデータ（入力と期待値）
の設定は実時間仕様を含む複雑なものとなる．特に(2)に対する照合では，プログラムが
出力を開始する時点と，出力のモニタ時間幅を一意には決定することができないため，
照合データの設定が不可能である．このように，要求仕様をマイコンポート上の入出力
信号へ自動変換することは，一般には簡単ではない． 
 ADO におけるテストデータ作成の困難さは，テスト界面をマイコンポートに設定した
ことに起因する．要求仕様からテスト実行までを自動化するためには，異なるテスト界
面の設定が必要である． 
 
4.3 提案システムと技術課題 
4.3.1 システム要件 
小規模な組込みシステムにおけるテスト自動化の課題を解決するシステムを提案する．
提案システムは．要求仕様として状態遷移仕様を用い，要求仕様に基づきテストケース
及びテストデータを自動生成する機能を実現することにより，実機テストを自動化する．
提案システムが満足すべきシステム要件を，以下に示す．これらは，ADO の問題点を解
決するものである． 
[要件 1] 状態遷移表仕様に基づくテスト自動化機能を提供すること 
[要件 2] テスト界面への入出力に専用ハードウェアを使わないこと 
 
4.3.2 提案システムの構成と解決すべき技術課題 
図 4-5 に，提案するテスト自動化システムのシステム構成を示す． 
提案システムは，上記 2 つの要件を満たすべく以下のように構築する． 
・ 被テストプログラムのデバイスドライバのメモリインタフェースをテスト界面とし，
状態遷移仕様のテストシナリオを，変換テーブル（ブレーク定義）を用いて，テス
トデータに変換する．  
・ 実機とのやり取りにICE®1を利用する． 
                                                 
1 ICE: In Circuit Emulator,マイコン基板を開発する際に使うデバッガ。ソフトウェアのデバッグとハー
ドウェアの動作確認を行なうことが可能。CPU のソケットに接続用コネクタを挿入し、マイコン機
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提案システムを実現する上での技術課題は以下である． 
 [技術課題] テスト自動化方式を実現するためのテスト界面の設定とデータ変換方式 
 
 
 
 
 
 
  
 
 
 
 テスト界面の設定とデータ変換方式
テストデータ作成
状態遷移
仕様
テスト
成績書
テスト
シナリオ
テスト
データ
 
図 4-5 提案システムの構成と技術課題 
 
4.4 提案方式とその評価 
4.4.1 テスト界面の設定とデータ変換方式 
(1) 従来の問題点・課題 
 従来方式[70]は，テスト界面として，マイコンポートを用いている．先に述べたよう
に，従来方式の問題点は，マイコンポート上の信号レベルの仕様は，実時間仕様を含む
ため，要求仕様とテストデータの間の対応関係を取るのが困難なことである．従って，
テスト界面は，要求仕様との対応の取り易さと，広範囲の被テストプログラムに対する
テスト可能性をもたなければならない．また，要求変更に伴う再テストを容易にするた
めには，要求変更に伴う再テスト用の設定作業量が少ないことが必要となる． 
 (2) 提案方式 
本研究で提案する方式では，テスト界面として，デバイスドライバのメモリインタフ
ェースを用いる．そして，ICE は，このテスト界面における模擬入力と，結果出力の参
照を行う．ICE は，周辺機器を接続した実機環境においてマイコンをエミュレートする
デバッグ環境であり，マイコン上で動作するプログラムのメモリ値を参照・設定できる
機能を持っている． 
 図 4-5 のブレーク定義には，図 4-6 に示すように，入力イベント及び出力アクション
を，ブレーク時及びコマンドの組合せに対応付けるデータを定義する．入力イベントに
対する対応付けを入力ブレーク，出力アクションに対する対応付けを照合ブレークと呼
ぶ．ここで，ブレーク時とは，入力及び照合を行うタイミングの記述であり，被テスト
                                                                                                                                                        
能をエミュレートすることでデバックを行う。 
技術課題
テストシナリオ作成
(テストシナリオジェ
ネレータ）
ICE 実機
ブレーク定義
エディタ ブレーク
定義
製品検査者
イベント・
アクションリスト
(テストデータジェ
ネレータ）
テスト実行と
結果文書化
(自動テスタ）
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プログラムの指定アドレスへの到達時，モジュールの入り口と出口，指定変数の変更時
などを指定することができる．コマンドとは，入力及び照合方法の記述である．入力と
照合の対象として変数値（メモリ上の値）を選ぶことができる．コマンドには 2 種類あ
り，変数値の設定を行うコマンドを入力コマンド，変数値を参照し期待値と照合するコ
マンドを照合コマンドと呼ぶ． 
テストデータジェネレータは，入力ブレーク及び照合ブレークの定義を用いて，イベ
ント及びアクションの系列(状態遷移仕様から生成されたテストシナリオ)を，被テスト
プログラム上での擬似入力及び期待値照合の系列(ICE 制御コマンド列)に自動的に変換
する．この変換によって，ICE を用いたテスト実行の自動化が可能になる． 
 
 
状態遷移仕様
OI入力イベント 出力アクション
(a1, a2,...an)
入力ブレーク 照合ブレーク
ﾌﾞﾚｰｸ時 入力ｺﾏﾝﾄﾞ
：
ﾌﾞﾚｰｸ時 入力ｺﾏﾝﾄﾞe1 ﾌﾞﾚｰｸ時 出力ｺﾏﾝﾄﾞ
ﾌﾞﾚｰｸ時 出力ｺﾏﾝﾄﾞ
0 1 2
4 5 6
8 9 A
C D M
入力デバイス
出力デバイス
信号入力 信号出力
入力用
メモリ
出力用
メモリ
ＩＣＥ命令
入力メモリの設定
ＩＣＥ命令
出力メモリのモニタ
3
7
B
T
ロジック処理入力ﾄﾞﾗｲﾊﾞ 出力ﾄﾞﾗｲﾊﾞ
要求仕様
テストデータ
テスト界面
(e1, e2,...en)
a1
：
対
応
付
け
ブレーク
定義
 
 
 
 
 
 
 
 
 
 
 
図 4-6 状態遷移仕様からのテストデータの生成 
 
 
(3) 評価 
提案方式に関して，要求要求仕様との対応の取り易さ，被テストプログラムの網羅度，
及び要求変更に伴う再テスト用の設定作業量の 3 点について評価を行った． 
 
(3-1) 要求仕様との対応の取り易さの評価 
 要求仕様との対応の取り易さについて，以下の 2 点から評価する． 
① プログラム調査及びヒアリング調査[72] 
提案システムは，小規模な組込み製品分野を対象とする．事前に行ったプログラム調
査及びヒアリング調査の結果から，この製品分野の被テストプログラムは，プログラム
が 3 層のモジュール構造をとるケースが多いことがわかっている． 
② ソフトウェア工学上の知見 
 実績のある設計手法は，3 層のモジュール分解法を採用している．GUI プログラムの
設計指針である Model-View-Controller モデル[96], 複合／構造化設計法[97]がそれにあた
る．複合／構造化分析法における Source-Transform-Sink 分解は，図 4-7 に示すように，「3
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層の継ぎ目において，入出力データの最大抽象化点が現れるように設計する．」ことを薦
めている． 
 ①と②から， 対象被テストプログラムについて，3 層のモジュール構造をとり，その
最大抽象化点であるモジュール境界上で，要求仕様レベル記述と対応が取りやすいこと
が推論できる． 
 
 
 
ﾓｼﾞｭｰﾙ
A.1
ﾓｼﾞｭｰﾙ
A.2
ﾓｼﾞｭｰﾙ
A.3
入力部 処理部 出力部
A B
入力Aの
最大抽象点
出力Bの
最大抽象点
入力A 出力B
 
 
 
 
 
 
 
 
 
 
図 4-7  Source-Transform-Sink分解における最大抽象化点 
 
例を使って，状態遷移仕様と被テストプログラムとの対応関係を説明する．図 4-8 は
図 4-4 で示した例における状態遷移表（の一部）と被テストプログラムの実装の例であ
る． 
 
 
状態遷移表
ON
状態
KEY_IN
－
KEY表示
次状態
ｱｸｼｮﾝ
s e
… … …
…
…
ｲﾍﾞﾝﾄ
状態
入力
ﾌﾞﾚｰｸ
被テストプログラム
KEYあり
START
Yes
No
照合
ﾌﾞﾚｰｸ
KEY検査 LED表示
ﾛｼﾞｯｸ処理
 
 
 
 
 
 
 
 
 
 
 
 
図 4-8 状態遷移表（左図）と被テストプログラム実装（右図）の例 
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 被テストプログラムが 3 層のモジュール構造をとるならば，入出力デバイスドライバ
はそれぞれ，KEY 検査のチャタリング防止処理と LED のダイナミック点灯処理を受け
もち，例えば，次のようにロジック部分の入出力が設計される． 
・入力：「KEY0～9 を押した」という入力があった状態は，「KEY 検査モジュール(入
力デバイスドライバ)を通過した後，有効な入力があることを示すフラグを立て，
そのKEY 値をあるメモリに格納する」に相当する． 
・出力：(KEY0～9 が押された結果)「n 番目の LED の表示がその KEY 値になる」
は，LED 表示モジュール(出力デバイスドライバ)に受け渡す前に，LED の値を格
納するメモリ配列の n 番目にKEY 値を設定する」に相当する． 
 この場合，要求仕様「KEY0～9 を押したら１個目の LED にその数字を表示する」に
対して，図 4-8 右図の矢印のプログラム位置をブレーク時とし，疑似入力の発生，及び
結果の照合を行うブレーク定義を，次のように設定することができる．  
【入力ブレーク】 
イベント： KEY0～9 を押した 
・ブレーク時 KEY 検査モジュール通過後 
・入力コマンド 有効入力フラグ=ON 
    KEY 値保存メモリ=KEY 値 
【照合ブレーク】 
アクション： 1 番目の LED の表示がそのKEY 値になる 
・ブレーク時 LED 表示モジュールの出口 
・照合コマンド LED 値の格納配列１番目==KEY 値 
 
このように，入力ブレークと照合ブレークにより，テストしたい要求仕様とテストデ
ータとを直接対応付けることが可能になる．通常入出力デバイスドライバが実時間仕様
を吸収するので，マイコンポートがテスト界面の場合には自動テストできない複雑なタ
イミングの絡んだ仕様でも，入力ブレークと照合ブレーク上のテストデータとして設定
することが可能となる． 
 
 (3-2) 被テストプログラムの網羅度の評価 
次に，被テストプログラムの網羅度について評価する．本方式が被テストプログラム
に対して課す制約は次の 3 つである． 
① 可制御制約: イベントに相当する擬似入力状態を，ICE による複数回のメモリ値
設定(イベントに対して 1 組定義)で行えなければならない． 
② 処理タイミング制約: イベントに相当する入力処理がアクションに相当する出
力処理の開始前に終了しなければならない． 
③ 可観測制約: ICE による複数回のメモリ参照(アクションに対して 1 組定義)で期
待する出力の発生を検査できなければならない． 
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各制約に対応して，被テストプログラムの構造あるいは要求仕様の記述に対して，場
合分けを行い，ブレーク定義が，その場合分けすべてで網羅的に設定できることを確認
した．表 4-1 にその結果を示す．可制御制約がイベント発生タイミング，処理タイミン
グ制約が出力照合タイミング，可観測制約が期待値設定に対応し，それぞれに対して場
合分けを行っている． 
結論として，提案方式によるテスト界面は，要求仕様との対応関係をもっていること，
被テストプログラムに対する網羅性が高いことがわかる． 
 
表 4-1 被プログラムの構造・要求仕様の記述パターンに対するブレーク定義の記述法 
 
項目 設定法
ブレークポイント＝メモリ検査前のプログラム位置
割込み発生（含マイコンポート直接書込み）
ブレークポイント＝ロジック処理モジュールの入り口
（含アクションなしのチェック：関心のメモリをチェック）
出力時にメモリ書込み有 ブレークポイント＝メモリ書き込み時
（未到達の場合，２秒タイムアウト→ＮＧ）
出力ドライバにモジュー
ル境界有
ブレークポイント＝出力ドライバモジュール出口
（未到達の場合，２秒タイムアウト→ＮＧ）
それ以外 アクションなしとして常に成功
照合対象のメモリ値と直接照合
当該メモリ値を変数として保存，照合に利用
（機能拡張：ブレーク定義内，四則演算を可）
定数値
他メモリ値と前メモリ値を利用す
る演算結果
イベント
発生タイ
ミング
出力照
合タイミ
ング
期待値
設定
場合分け
それ
以外
ポーリング処理
割込み処理
アクション処理の完了が，プログ
ラム位置で特定できる場合
 
 
 
 
 
 
 
 
 
 
 
 
 
(3-3) 要求変更に伴う再テスト用の設定作業量の評価 
 最後に，再テストの容易さを評価する． 
提案方式では，状態遷移表の要求変更による再テスト作業への影響は，ブレーク定義
のみに限定される．当然，プログラムの制御構造自体が大きく変わった場合には，ほと
んどのブレーク定義を再設定する必要が生じるが，そうでない場合には，表 4-2 に示す
ように，状態遷移表内の要求仕様の変更に伴うブレーク定義の変更は，アクション内容
の変更時，及びその他の要素についての追加時に限定される． 
イベント数を m，状態数を n とすると，従来方式では，1 つのイベントの追加は状態
遷移セル n 個分，1 つの状態の追加は状態遷移セルm 個分のテストデータの変更に相当
する．また，出力アクションが同じケースではその重複分だけの変更に相当する．提案
方式では，イベントあるいは状態の追加とも，1 つの定義追加を行うだけで済む． 
 提案方式では，要求仕様変更があった場合でも，イベント，状態，あるいはアクショ
ンの定義に変更がないならば，ブレーク定義を編集せずに，再テストが実施できる．ま
た，イベント，状態，あるいはアクションの定義に変更がある場合でも，必要なブレー
ク定義の追加や変更を行えば，状態遷移セルに相当するテストデータを自動生成できる．
これに対して，従来システムでは，要求仕様からテストデータへの自動変換機能がない
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ため，要求仕様変更に関わる状態遷移セル分のテストデータの再設定をすべて手作業で
行わなければならない． 
表 4-2 要求仕様変更が与えるブレーク定義への影響 
 
要求仕様変更部分 要求仕様変更部分
アクション内容（出力内容）変更 照合ﾌﾞﾚｰｸ定義内容の変更
状態変更
追加 (ｱｸｼｮﾝ追加) 照合ﾌﾞﾚｰｸ定義の追加
削除 (ｱｸｼｮﾝ削除） 変更なし
イベント変更
追加 (ｲﾍﾞﾝﾄ・ｱｸｼｮﾝ追加） 入力・照合ﾌﾞﾚｰｸ定義の追加
削除 (ｱｸｼｮﾝ削除） 変更なし
遷移先変更 変更なし
条件分岐変更
条件式変更 変更なし
追加 (ｱｸｼｮﾝ追加) 照合ﾌﾞﾚｰｸ定義の追加
削除 (ｱｸｼｮﾝ削除） 変更なし
 
 
 
 
 
 
 
 
 
 
 
  
4.5 実証実験 
提案システムの有効性を評価することを目的として，実証実験を行った． 
4.5.1 試作システム 
提案システムの試作（testCASE と呼ぶ）を行った．testCASE は，PC 上に C，C++，
Visual Basic を用いて実装している．図 4-9 に testCASE のシステム構成を示す．  
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図 4-9 試作システムの構成 
 
testCASE は，状態遷移表エディタ/シミュレータ，テストシナリオジェネレータ，ブレ
ーク定義エディタ，テストデータジェネレータ，及び自動テスタの 5 つのコンポーネン
トからなる．以下，各コンポーネントの実現方法について説明する． 
  
(1) 状態遷移表エディタ／シミュレータ 
 状態遷移表エディタ／シミュレータは，要求仕様の入力支援のための状態遷移表編集
機能と，要求の妥当性を検証するためのシミュレーション機能を提供する． 
図 4-10 に，状態エディタ／シミュレータの画面例を示す．図 4-10 において，左側の
イベントボタンによって操作イベント入力を行うことで実行が進む．シミュレーション
実行結果として，右側の出力ウィンドウに，アクション出力，及びアクション実行後の
内部変数の変化と現在値を表示し，中央の状態遷移表上に，現在状態及び直前に実行さ
れた遷移セルをハイライトする． 
シミュレーション機能は，顧客との要求の妥当性確認に用いることができる．これに
よって，早期に要求の品質を向上させることを支援する．さらに，シミュレーション実
行時に，入力したイベント及び実行したアクションを記録することで，テストシナリオ
を作成する機能も提供している．この機能は，テストシナリオジェネレータにより自動
生成されるテストシナリオを補強するために用いる． 
 
 
イベント
ボタン群
アクション出力直前に実行
されたセル
現在状態 内部変数の変化と現在値 
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図 4-10 状態遷移表エディタ／シミュレータの画面例 
 
 (2) テストシナリオジェネレータ 
 テストシナリオジェネレータは，状態遷移表からテスト手順を生成する．testCASE で
は，実用性に考慮して，次の4つのテストシナリオ生成アルゴリズムを提供している[72]． 
① 状態遷移網羅パス生成法 
 すべての状態遷移を少なくとも 1 回は通るテストシナリオを生成するアルゴリズ
ムである．入力イベントの生成をランダムではなく一定の順序で行う以外は，ト
ランジッションツアー法[61]と同じである．  
② 状態指定パス結合法 
  開始状態と終了状態及びパスの長さを指定し，開始状態及び終了状態の間の指定
長(あるいはその指定長以内)の全パスを計算する．なるべく網羅的にテストを行
いたいが生成シナリオの数を制限したい場合に有効なアルゴリズムである． 
③ レイヤ指定パス結合法 
  ある状態を指定しその後ろ(あるいは前)の網羅的パスを指定する方法である．後ろ
(あるいは前)に何ステップをとるか(レイヤ数)を指定することができる．このアル
ゴリズムは状態の変更や追加に伴う再テストに対して有効なアルゴリズムである． 
④ グラフパス展開法 
  状態遷移表の一部分を指定し部分グラフを計算することで，その部分グラフの全パ
スを展開する．グラフを全パスへ展開するアルゴリズムは Beizer[27]によるものを
用いる．Beizer のアルゴリズムは，状態遷移表の規模が大きくなると計算量及びメ
モリ使用量が爆発的に増加してしまうが，対象範囲を状態遷移表の部分に限定する
ことで，計算量を抑えつつ，パス網羅的なテストシナリオを生成する．  
 状態遷移表は，内部変数（あるいはイベント値）を用いた論理式により条件分岐をも
つように拡張している．従ってテストシナリオ生成の対象となる状態遷移表のクラスは，
変数付き有限状態機械である． 
 展開では，代表値テスト及び境界値テストを考慮して，各分岐に対応した内部変数の
値域から中央値，最小値，及び最大値をとり，別々の状態遷移として分解する方法をと
っている．また，ICE で設定可能なテストデータを生成するために，条件分岐内の論理
式を次のように制限している． 
・ 条件分岐では論理オペレーションAND，OR，及びNOT を使わない．算術論理式
の左辺は必ず内部変数あるいはイベント値とする． 
・ 内部変数はテスト対象プログラム変数と関連付けられている． 
・ 内部変数には上下限値を設定する． 
 テストシナリオジェネレータでは，アルゴリズムの選択及びそのアルゴリズムが必要
とするパラメータの入力を行うことができる．さらに，生成に先立って，各アルゴリズ
ムが生成するテスト項目数及びテスト実行に要する時間の予想を行うことができる．こ
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れによって，アルゴリズム選択のための情報をテスト者に提供する． 
 
 
(3) ブレーク定義エディタとテストデータジェネレータ 
 テストデータジェネレータは，テストシナリオジェネレータで生成したテストシナリ
オを，ICE を制御するコマンド列(テストデータ)へ変換する機能を提供する．これは，
4.4.1 で述べたテスト界面の設定とデータ変換方式の実装である． 
 テストデータへの変換に先立って，要求仕様におけるイベント及びアクションをプロ
グラムと対応付けるために，入力及び照合ブレークと，ブレーク定義内で用いるプログ
ラムシンボルの定義が必要である．testCASE では，ブレーク定義エディタがその編集機
能を提供する．ブレーク定義では，ブレーク時とコマンドを，プログラムラベルと変数
名を直接用いて定義する．このためのシンボル定義表は，直接編集して入力する方法，
及びプログラムのヘッダファイルから生成する方法の 2 通りのやり方で定義できる．さ
らに，シンボル定義表とヘッダファイルを常に同一に保つ機能を提供しており，イベン
ト及びアクションとプログラム間の関連付けを容易に行うことができ，誤りの混入も防
止できる． 
 
(4) 自動テスタ 
 自動テスタの動作を図 4-11 に示す．自動テスタは，ICE との通信の設定，テスト対象
プログラムの ICE へのロード，及びテストデータの読み込みを行った後，ICE を制御し
てテストを自動実行する． 
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図 4-11 自動テスタの動作 
 
テスト実行では，テストデータジェネレータが生成したテストデータに従って，被テ
ストプログラムに対して，入力ブレーク及び照合ブレークを記述順に実行する．このと
き，自動テスタは，入力ブレーク時を契機として，入力コマンドで定義された擬似入力
の発生及び指定出力メモリ値の参照を ICEに指示し，次に照合ブレーク時を契機として，
照合コマンドの定義に従い，ICE から出力メモリ値を取得し，期待値との照合を行う．
最後に照合結果を記録する． 
 テスト実行には，テスト列とテスト項目と呼ぶ単位がある．テスト項目は，一対の入
力ブレークと照合ブレークに対応する．テスト列は，テストシナリオに対応するテスト
項目の列である．一つのテスト列が実行される際， ICE をリセットして初期状態からス
タートし，テスト項目を順に実行する． 
 テスト実行の結果は，テスト項目毎に報告する．エラーの種類には，タイムアウトエ
ラー及び照合エラーがある．タイムアウトエラーは，入力あるいは照合ブレークで指定
されたブレーク時(プログラムアドレスあるいは変数への書き込み)が起きなかったとき
のエラーである．照合エラーは，メモリ値を期待値と照合して異なる場合のエラーであ
る．照合エラーでは，一致しないメモリ値及び期待値を報告する．テスト結果は，テス
ト成績書としてドキュメント出力する． 
 自動テスタは，このように，一連のテスト作業，すなわちテストシナリオ作成，テス
トデータ作成，テスト実行，及び結果ドキュメント化を自動化する． 
 
4.5.2 適用評価 
 テストの自動化による製品検査プロセスの作業効率向上について評価を行った．評価
対象分野は，家庭電気製品などの小規模組込みシステムとし，評価はその調査データに
基づいて実施した． 
(1) 評価方法 
まず，基本データの収集を次のように行った．対象分野の作業現場(ソフトウェアハウ
ス 10 社)を対象として，ヒアリング調査を行い，日常的な要求仕様の量と，項目当たり
のテスト作業時間を得る．実験用データを使って，本システムを利用した場合のテスト
実施時間を計測し，テスト項目あたりの平均テスト実施時間を計算する． 
次に，収集した基本データを用いて，典型的な作業形態を想定し，従来の手作業の場
合，及び本システムを利用した場合におけるテストの総作業量を比較する．  
 
(2) 評価結果 
対象分野の機能仕様では，状態遷移表の大きさがイベント数 50×状態数 100 以上とな
る．手作業で実機テストを行う場合，テストシナリオの作成を行い，実際にテストを実
施し，その結果を記録する．一方，testCASE を利用した場合では，ブレーク情報の設定
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を行う作業以外は，テストシナリオ生成，テストデータ生成，及びテスト実行と結果文
書化を，一貫して自動化できる． 
 
テスト実施時間 
60×120 の表で単純に 7200 個のテスト項目がある．手作業では，１項目あたり 20 秒
かかるとすると，40 時間（8 時間×5 日間）の作業量となる．testCASE を利用した場合
では，1 項目の処理時間は，タイムアウトで照合エラーになる場合(2.0 秒)も含めて平均
1.0 秒かかるものとすると，2 時間でテストが完了する．しかも，この間作業者の時間を
拘束しない． 
テストシナリオ生成 
手作業では，テストシナリオは作成に時間がかかり過ぎるため，通常は作成せず状態
遷移表で代用している．このため，テスト手順が，非効率でパス網羅性の低いものにな
りやすい．この問題は，testCASE が自動生成することで解決している． 
 
(3) 結論 
評価結果より，testCASE を用いることにより，検査網羅性の確保とテスト作業時間の
大幅な短縮が図ることが可能であることを確認できた． 
また，ソフトウェアハウス 3 社で試使用を実施してもらい，参加したテスト作業者に
より，テスト実行時に作業者が拘束されないため効率的であるという評価を受けた．ま
た，プログラム内のシンボル情報と，ブレーク定義で利用するシンボル情報の間で双方
向に保守する機能についても評価が高かった．しかし，ブレーク定義自体の誤りによっ
てテストが失敗するケースが多いことも指摘された．プログラム修正に対応したブレー
ク定義の正しい修正のために，何らかの支援機能が必要であることがわかった． 
 
4.6 本章のまとめ 
4.6.1 適用範囲 
(1) 適用分野 
提案システムは，小規模な組込みシステムの実機テストを自動化する．別の製品分野
である非組込みシステムは，ICE を用いない開発であるため，そのまま適用することは
できない．大規模な組込みシステムも，マルチプロセッサ構成をとることが多く，この
場合適用不可となる．また，非組込みシステムは，要求仕様が反応的なものの比率が低
く，その場合，状態遷移に基づくテスト自動化のアプローチ自体の適用効果は薄い． 
 
(2) 実機テストとしての有効性 
実機テストでは，ソフトウェアが実機に組込まれた状態で機能することを確かめなけ
ればならない．提案システムは，実機に載った状態でのテストを自動化している．しか
し，最終的なマイコンポート入出力を検査するわけではなく，プログラム内部の変数値
を設定・参照する方法を採っているので，実機テストとして有効性を保証するためには，
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入出力デバイスドライバがそれぞれ正常に機能していることを別途検査する必要がある．
これらは，入力デバイスドライバに対しては，手作業による入力及びメモリ状態のチェ
ック，出力デバイスドライバに対しては，メモリへの値設定及び出力の目視確認を，一
通りの入出力について，検査することで十分である．これらは短時間で実施できる． 
 
(3) テスト可能性 
 提案システムが被テストプロブラムに課す制約は，可制御制約，処理タイミング制約，
及び可観測制約であるが，これらは，処理の実行順序関係と処理間のデータの受け渡し
方法のみを規定しており，制御構造を柔軟に選択する自由度を残している．例えば， 
・ 各処理は，異なるタスクにまたがってもよい．例えば，割込みを利用して他の処
理へジャンプするタイプの制御構造も適用可能である． 
・ 各処理群は明確なモジュールの形式をとっていなくてもよい．また，入力処理群
と出力処理群の前後関係さえ守られるならば，ロジック処理が出力処理群を順に
サブルーチン呼出するような構造も可能である． 
・ ICE がポート値をレジスタ値として扱うことを許す場合，テスト界面はマイコン
ポートも含んだものとなる．つまり，ADO のように直接マイコンポートへの信号
入力と参照を行うこともできる． 
 このように，提案システムは反応的な機能仕様を持つ小規模な組込みプログラムへの
適合性が高い．今後，上記制約を設計ガイドライン化することで，ほぼ完全な適合性を
確保することができると考えている． 
 
(4) 対象仕様種別 
提案システムは，要求仕様全体に対して状態遷移表で記述可能な範囲を扱っている．
小規模な組込みソフトウェアでは，その割合は 50%強を占めており[73]，その部分につ
いて，要求分析プロセスの要求妥当性確認，及び製品検査プロセスの再テスト作業を効
率化できることの効果は大きい． 
状態遷移表では扱えない要求として，性能仕様（任意の２時点間の所用時間に関する
言明）がある．提案システムでは，ICE のエミュレーション機能を使用するため厳密な
意味で実時間実行はできないことから，性能仕様を検査することはできない．また，信
頼性・使用性などの品質要求も対象外である． 
 
4.6.2 まとめ 
小規模な組込みシステムの製品検査プロセスにおけるテスト自動化システムを提案し
適用評価した． 
従来システムでのテスト自動化が，テストシナリオ作成，テストデータ作成，及びテ
スト実行と結果文書化を一貫して支援できていないこと，そしてその原因がテスト界面
の設定にあることを示した．  
 提案システムは，小規模な組込みソフトウェアの典型的モジュール構造に注目し，ICE
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を制御することで，プログラムへの擬似入力及びプログラムからの出力参照を行うこと
ができるテスト界面を定義し，その界面を用いてテスト自動化方式を実現する．この方
式により，要求仕様レベルのテストシナリオと，テスト界面上のテストデータとの間の
直接的対応関係が定義可能となり，その定義を用いることによって要求仕様に基づくテ
スト自動化が可能となった．実証実験によって，提案システムが，製品検査プロセスに
おける検査網羅性の確保及び作業量の削減に効果があることがわかった．
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 第5章 品質とコストの見積りに基づく品質計画支援
 システム
図
 
5.1 本章の研究の目的と位置づけ 
本章の研究の目的は，エンジニアリングプロセスの誤り除去活動の効果と効率の向上
を狙いとし，品質とコスト目標を達成する品質計画支援システム，及びその定量的基盤
を提供する品質とコストの見積りモデルを提案・適用評価することである．品質計画支
援システムは，プロジェクトマネージャ（以下ＰＭと略す）が，品質マネジメントの基
本戦略に沿い，コスト最適な品質計画を策定することを支援する．ここで，品質マネジ
メントの基本戦略とは，以下に示す戦略，施策，及びコスト最適化からなるものである． 
(1) 戦略 
 品質マネジメントの狙いは，出荷後残存誤り量の抑制にある．Gaffney[39]は，エンジ
ニアリングプロセスの各フェーズの検知誤り量から，図 5-1 に示すような Rayleigh 曲線
を外挿することで，出荷後残存誤り量を推定できることを示した．これによれば，出荷
後残存誤り量の抑制は，次の２つの戦略に集約できる． 
〔戦略 1〕 混入誤り量が同じなら，誤りをより早期に検知 
〔戦略 2〕 総混入誤り量を抑制  
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5-1 エンジニアリングプロセスの検知誤り量と品質マネジメントの狙い 
 
(2) 施策 
以下に示す施策 1～3 を計画し実施することで，上記戦略を達成する．以下，レビュー
とテストによってソフトウェアの誤りを発見するためのプロセスを，品質プロセスと呼
び，品質プロセスに対する投資コストを品質プロセスコストと呼ぶこととする． 
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[施策1] 品質プロセスコストの早期投入 
品質プロセスコストを，エンジニアリングプロセスの早い時期での投入することによ
り，戦略 1 を実現する．  
次の 2 つの施策は，それぞれ戦略 1 と戦略 2 の達成に寄与する改善事項の盛り込みで
ある． 
[施策2] 品質プロセスの誤り検知効率の向上 
[施策3] 技術プロセスの質の向上  
 
(3) コスト最適化 
誤りが後フェーズに流出した場合，誤りの検出が後フェーズになるほど，リワークコ
ストが増大する[41]．施策 1 は，品質プロセスコストを早期に消費することで，リワー
クコスト削減の効果を得るものである．しかし，品質プロセスコストへの投資は，多す
ぎるときにその投資に見合うだけのリワークコスト削減の効果を生みださない． 
つまり，施策 1 の効率のよい実施は，目標とする出荷後残存誤り量の達成を制約事項
とし，各フェーズへの品質プロセスコストの投入量を制御量とし，その結果としての品
質プロセスコストとリワークコストの総和を最小化する最適化問題と考えることができ
る．図 5-2 に，施策 1 の実施による開発コスト削減達成のイメージを示す． 
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[施策１]に沿った計画 ⇒ 最良のコストバランスを実現
 
図 5-2 施策 1 よる開発コスト削減の達成 
 
本章の研究の目標状態は，プロジェクトマネージャが，品質マネジメントの基本戦略
に沿い，出荷後残存誤り量の目標を達成するコスト最適な品質計画を策定できるように
なることである．ここで，品質計画とは，施策 1，施策 2，及び施策 3 の計画を指すも
のとする．品質とコストの見積りモデルは，施策１のための定量的基盤を提供する． 
なお，本章においては，作業コストを工数によって評価する．すなわち，コストと工
数を同義として扱い，「人時間（Mh）」を単位とする．以下，断りのない限り「コスト」
を用いる． 
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5.2 従来システムと問題点 
従来の品質計画支援システムは，総量管理モデル[42]に基づく品質見積り機能を提供
している．図 5-3 に，総量管理モデルに基づく品質見積り機能をベースとした従来の品
質計画支援システム示す．ここで，品質プロセス密度[Mh/KSLOC]と誤り密度[件/KSLOC]
は，それぞれプログラム開発規模１KSLOC 当たりの品質プロセスコストと誤り量を表
すものとする． 
従来の品質計画支援システムは，品質見積り機能により，フェーズ毎の品質プロセス
密度を入力し，各フェーズの検知誤り量を見積る．これによって，ＰＭは，フェーズ毎
の検知誤り密度及び品質プロセス密度が組織で定める品質基準値を満たしているか，及
び最終残存誤り量の見積り値が目標値を満たしているか，を確認できる．しかし，従来
システムは，品質計画支援を行う上で 2 つの問題をもつ． 
[問題 1] コストの見積り結果を出力しない． 
[問題 2] 誤り検知効率を決定する誤り種別に，誤り混入フェーズを考慮していない． 
このため，問題 1 により，品質計画のコスト最適性を確認することができない．問題 2
により，どの検知フェーズでどの誤り種別をどれだけ検知すべきかの的確な判断ができ
ない． 
 
 
 
 
 
 
 
 
 
 
 
人間のプロセス
支援機能
自動化機能
品質見積り
機能
（フェーズ毎）
品質プロセス
密度
[Mh/KSLOC]
開発規模
[KSLOC]
最終残存誤り量[件]
技術プロセス
混入誤り密度決定
プロジェク
トマネー
ジャ
（検知フェーズ毎）
誤り検知効率
[件/Mh]
品質プロセス
密度入力
品質プロセス
検知効率決定
（フェーズ毎）
混入誤り密度
[件/KSLOC]
（フェーズ毎）検知誤り量[件]
品質目標
確認
プロジェク
トマネー
ジャ
目標残存誤り量との比較
フェーズ毎の品質基準値と比較
（フェーズ毎）品質プロセス密度
[Mh/KSLOC]
[施策１]
[施策２]
[施策３]
 
図 5-3 総量管理モデルに基づく品質計画支援システム 
 
5.3 提案システムと技術課題 
5.3.1 システム要件 
「プロジェクトマネージャが，品質マネジメントの基本戦略に沿い，コスト最適な品
質計画を立てられるようにすること」を目標状態として，従来システムがもつ 2 つの問
題を解決するような，品質計画支援システムを提案する．提案システムの要件は，以下
の 2 点である． 
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[要件 1] 品質プロセスコストとリワークコストの見積り機能をもつこと 
[要件 2]  誤り種別に混入フェーズを考慮すること 
 
5.3.2 提案システムの構成と解決すべき技術課題 
図 5-4 に，提案する品質計画支援システムのシステム構成を示す． 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 5-4 提案システムの構成と技術課題 
 
従来システムの品質見積り機能を，品質とコスト見積り機能に拡張し，誤り検知効率
と誤り 1 件あたりのリワークコストについて，混入フェーズと検知フェーズの両方を考
慮できるようにしている．提案システムを実現するための技術課題は，以下である． 
[技術課題] 誤りの混入及び検知のフェーズを考慮した，検知誤り量とリワークコストの
見積りモデル 
 
5.4 提案モデルとその評価 
5.4.1 誤り量とコストの関係の定式化 
品質プロセスの実施とその効果に関する問題を，ビジネスモデリング手法である
IDEF0[46]を用いて定式化するとともに，本章で用いる用語の定義を行う．図 5-5 に，こ
の目的での IDEF0 の記法の用い方を示す．  
図 5-5 において，ボックスはエンジニアリングプロセス，左から入るアローはプロセ
スへの入力，右へ出て行くアローはプロセスの出力，上から入るアローはプロセスの効
率を制御する施策，下から入るアローはプロセスの実施にかかる作業コストを指すもの
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とする．図 5-5 は，「プロセス(P)は，施策(V)の下に，作業コスト(C)を費やして，誤り量
(DI)を含む入力成果物(AI)を，誤り量(DO)を含む出力成果物(AO)に変換する」と読む．施
策には，このプロセスを遂行するにあたってのマネジメントの方針，指示，及び作業マ
ニュアルが含まれる． 
 
 
プロセス(P)
入力成果物(AI)
施策(V)
作業コスト(C)
出力成果物(AO)
 
 
 
 AIの誤り量(DI) AOの誤り量(DO)
 
 
 
図 5-5 エンジニアリングプロセスに対するIDEF0 の記法 
 
図 5-5 の記法を用いて，図 5-6 にエンジニアリングプロセス全体を表現する． 
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図 5-6 エンジニアリングプロセス全体の誤りとコストの影響関係 
 
一般に，エンジニアリングプロセスは，より詳細な複数プロセスのネットワークとし
て表現される．ここでは，ライフサイクルモデルとしてウォータフォールモデルを採用
し，エンジニアリングプロセスをｎ個の直列なプロセスからなるものとする．これらの
プロセスをフェーズと呼ぶ．フェーズ i に関し，Ai はフェーズ成果物，Ii は残存誤り量
とする．エンジニアリングプロセス全体は，誤り量 Ioを含む初期仕様 Aoを入力として，
施策 V(=ΣVi)の下に，開発コスト CDを費やして，残存誤り量 Inを含む製品 Anを出力す
る． 
運用プロセスは，残存誤り量 Inを含む製品 Anを運用する．運用プロセスにおいて，残
存誤り量 Inの一部が発見される．このとき，FOoを運用プロセスで発見される誤り量，
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IR を運用で顕在化しない誤り量とする（IR＝In－FOo）．出荷後誤り修正プロセスで FOo
を修正するコストCoを，出荷後ロスコストと定義する．開発コストCDと出荷後ロスコ
ストCoの和CAを，製品コストと定義する．製品コストCAは，次式となる． 
CA = CD + Co (5-1) 
図 5-7 は，図 5-6 の開発各フェーズを詳細化したものである．  
 
 
 
 
 
 
 
 
 
 
技術
プロセスi
品質
プロセスi
リワーク
プロセスi
Ii-1
FOi
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Cdi Cqi
 
図 5-7 エンジニアリング各フェーズの詳細化 
 
フェーズ i は，技術プロセス i，品質プロセス i，及びリワークプロセス i の 3 つのプ
ロセスからなる．技術プロセス iは，前フェーズの成果物 Ai-1から成果物 Ai*を作成する
プロセスであり，前フェーズから流出してきた誤り量 Ii-1及び技術プロセスの実施に伴う
新たな誤り量 FIiを成果物 Ai*に混入させる．品質プロセス iは，成果物 Ai*に含まれる誤
りを検知するプロセスであり，Ii-1+FIiを検知誤り量 FOiと残存誤り量 Iiとに分離する．
リワークプロセス iは，検知誤り量 FOiを含む成果物 Ai*を修正し，成果物 Aiを出力する
プロセスである．Vdiは技術プロセス i，Vqiは品質プロセス i に対する施策であり，それ
ぞれ混入誤り量 FIiの抑制と，誤り除去率 biの増大に寄与する．ここで，フェーズ i での
誤り除去率 biを次式で定義する．  
bi = FOi /(Ii-1+FIi) (5-2) 
誤り除去率は，フェーズ i に混入あるいは流入した誤り量の内，そのフェーズ i で検
知される誤り量の割合である． 
フェーズ i の作業コストCiは，次式となる． 
Ci = Cdi + Cqi + Cri (5-3) 
ここで，Cdi ，Cqi ，Criは，それぞれ技術プロセス i，品質プロセス i，リワークプロセ
ス i に対する作業コストを表す． 
開発コストCDは，次式で定義する． 
Cri
Vdi Vqi
Ii-1+FIi
Vi
C
フェーズi
Ai-1 Ai *
Ai *
Ai
i
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CD = ΣCi (5-4)  
また，エンジニアリングプロセス全体で各作業コストを総和したものについて，Cd(=
ΣCdi) を技術プロセスコスト，Cq(=ΣCqi) を品質プロセスコスト，Cr(=ΣCri) を開発リ
ワークコストと呼ぶこととする．品質プロセスコストCq と開発リワークコストCr の間
の依存関係を直接扱うための指標として，開発品質コストCDQを以下のように定義する．  
CDQ = Cq + Cr (5-5)  
さらに，製品品質コスト CAQを，開発品質コストCDQに出荷後ロスコストCoを加えたも
のとして定義する． 
CAQ = CDQ + Co (5-6) 
フェーズ i の品質プロセスコストCqiが増えれば，品質プロセス i の誤り除去率 biが高
くなる．それによって，その検知誤り量 FOiが増え，後フェーズへの流出誤り量 Iiが減
少する． 
bi = f(Ii-1+FIi, Cqi, Vqi)  (5-7) 
FOi  = (Ii-1+FIi) × bi  (5-8) 
Ii = Ii-1 + FIi - FOi  (5-9) 
一方，検知誤り量 FOi が増加すれば，その修正を行うためにリワークコスト Criが増大
する．  
Cri = g (FOi)  (5-10) 
フェーズ i における Cqiへの投資は，Cqi と Criの増大をもたらし，(5-3)式により，その
フェーズの作業コストCiを増大させる． 
エンジニアリングプロセス全体では，Cqiの増加は，直接 CDQ 及び CAQの増加をもた
らす．しかし，その効果として，後フェーズへ流出する誤り量 Iiが減少する．この減少
はCr 及びCoを減らす効果をもち，結果として開発品質コストCDQ 及び製品品質コスト
CAQを減らす．このように，Cqiの増加は，(5-3)式の指標に対して悪影響，(5-5)式及び(5-6)
式の指標に対して好影響と悪影響の両方をもつことがわかる． 
 
5.4.2 従来研究 
(1) 品質プロセスコストから検知誤り量の見積り 
各フェーズの品質プロセスコスト Cqjが，各フェーズの誤り検知量 FOjにどれだけ貢
献するかを見積るモデルについて，従来技術を以下に述べる． 
誤り総量管理モデル[42]は，フェーズ i の混入誤り量 FIiを所与のものとして，フェー
ズ j の検知誤り量 FOjから，後フェーズへの流出誤り量 Ijを，(5-9)式に従い順次計算す
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るモデルである．フェーズ j の品質目標としては，(5-2)式で表わされる誤り検出率 bjを
用いる．この目標を実現するのに必要な品質プロセスコスト Cqj の見積り値は，フェー
ズ j の誤り検知効率の組織能力値 kj0 [件/ Mh]を利用して，次式により計算する． 
Cqj  =  FOj / kj0  =  bj (Ij-1+FIj) / kj0  (5-11) 
誤り総量管理モデルは，同一の組織において組織の標準的な開発スタイルに従う限り，
各フェーズで： 
・ 設計プロセスは，作成ドキュメント及びプログラムに一定の密度で誤りを作りこむ． 
・ 品質プロセスは，それに費やしたコストに比例した誤り量を検出する． 
という前提に基づいている． 
表 5-1 に示す誤りデータマトリクス[40]は，誤り総量管理モデルにおいて，誤り検出率の
実績データを得るために用いる．表 5-１では，その混入フェーズ i と検知フェーズ j 別
に検知誤り件数を，検知誤り量の実績値Dijとしてカウントする．をこの実績データより，
混入誤り量のプロジェクト実績値 FIipと検知誤りのプロジェクト実績値 FOjpを求める．
また，次式を使って，各フェーズの誤り検知効率のプロジェクト実績値 kjpを算出する．  
kjp = FOjp / Cqjp  (5-12) 
組織能力値 FOj0 及び kj0は，複数のプロジェクト実績値からスクリーニング等をかけ
決定する． 
 
表 5-1 誤りデータマトリクスの例 
  
 
 
 
 
 
 
 
 
 
 
計
ｿﾌﾄｳｪｱ要求分析（ﾚﾋﾞｭｰ) 1 D 11 62 62
ｿﾌﾄｳｪｱ方式設計（ﾚﾋﾞｭｰ) 2 D 12 10 D 22 98 108
ｿﾌﾄｳｪｱ詳細設計（ﾚﾋﾞｭｰ) 3 D 13 3 D 23 57 D 33 120 180
コーディング（ﾚﾋﾞｭｰ) 4 D 14 1 D 24 5 D 34 15 D 44 340 361
単体テスト 5 D 15 0 D 25 3 D 35 30 D 45 140 173
ｿﾌﾄｳｪｱ結合テスト 6 D 16 0 D 26 17 D 36 2 D 46 12 31
ｿﾌﾄｳｪｱ適格性確認テスト 7 D 17 2 D 27 2 D 37 1 D 47 5 1
受け入れテスト 8 D 18 1 D 28 0 D 38 1 D 48 1 3
出荷後 9 D 19 0 D 29 0 D 39 1 D 49 2 3
計 R 11 79 R 22 182 R 33 170 R 44 500 931
3 4
　　　　　　　   　　混入フェーズ i
検知フェーズ j 1 2
ソフトウェア
要求分析
ソフトウェア
方式設計
ソフトウェア
詳細設計 コーディング
0
 
 
誤り総量管理モデルは，混入フェーズの異なる誤りをすべて同様に扱っている．例え
ば，ソフトウェア要求分析フェーズで混入した誤りと，ソフトウェア詳細設計フェーズ
で混入した誤りは，ソフトウェア結合テストにおいて，同一効率で検知される． 
V 字モデルは，ソフトウェア品質保証の枠組みとしてよく使用される．V 字モデルは，
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あるテストフェーズを，「プログラムが，V 字の対応設計フェーズの設計を満たすことを
確認する検査」と位置づけている．従って，V 字モデルに従う場合，ある設計フェーズ
を混入フェーズとする誤りは，対応するテストフェーズで多く見つけ出されるはずであ
る．誤りの総量管理モデルは，この点を考慮していない． 
総量管理モデルの技術的問題を以下にまとめる． 
 
[P1-1] 誤りの扱いが，V 字モデルに適合しない ．あるテストフェーズは，対応する設
計フェーズの出力に基づく検証であるという作業目的で実施されているのに，その
事実を反映していない． 
[P1-2] 誤り検知効率を，成果物に含まれる残存誤り量によらず，定数値として扱うこ
とは，合理的でない．一定時間品質プロセスコストを投入したら，すべての誤りを
取りきることが可能となってしまうからである． 
 
なお，表 5-１では，具体的な開発フェーズとして，ソフトウェア・ライフサイクル・
プロセス [47]を用いているが，以降もこれに従うものとする．  
 
(2) 検知誤り量からリワークコストの見積り 
次に，フェーズ毎の検知誤り量の推定値FOiから，リワークコストCr 及び出荷後ロス
コストCoを求める従来技術について述べる． 
Kan[40]は，誤りを検知したフェーズ別に，修正にかかるコスト実績を集積し，フェー
ズ別に誤り 1 件あたりのリワークコストの組織能力値 を求め，誤り量の推定値 FOi
と掛けることで，リワークコストの見積り値を求める方法を用いている． 
   Cr＝ ×     
 (5-13) 
要求段階や方式設計段階のような上流フェーズで混入した誤りは，下流フェーズで混
入した誤りに比べて，より多くのリワークコストを要する[41]と言われており，この性
質を用いていない．Kan の方法の問題点を以下に示す． 
[P2-1] 誤り修正コストが誤りの混入フェーズに依存する性質を利用していない． 
 
5.4.3 提案モデルの構成と課題 
提案する見積りモデルは，(5-5)式に示す開発品質コストCDQを，各フェーズに投資す
る品質プロセスコストCqiから見積る．図 5-8 に，提案モデルの全体像を示す． 
 提案する見積りモデルは，検知誤り量の見積りモデル及びリワークコストの見積りモ
デルの 2 つのモデル要素からなる．従って，提案モデルを実現するために解決すべき課
題は，以下の 2 点である． 
[課題 1] 検知誤り量の見積りモデル，及びそのパラメータの決定方法 
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[課題 2] リワークコストの見積りモデルと，及びそのパラメータの決定方法 
 なお，提案する見積りモデルでは，フェーズ i の混入誤り密度 riiの見積り値は所与で
あるとする．この見積りには，総量管理モデル[42]やCOQUALMO[43][45]の誤り混入モ
デルを利用することができる． 
 
 
 
 
 
 
 
 
 
 
①検知誤り量
の見積り
①リワークコ
ストの見積り
ﾌｪｰｽ iﾞの混入誤り量[件]
(=FIi)
検知ﾌｪｰｽﾞjにかける
 
 
図 5-8 提案見積りモデルの全体像 
 
課題を解決する上での研究アプローチは，以下の 2 点である． 
z ソフトウェア工学の知見の活用し，従来研究の問題を解決する． 
z 2 つのモデル要素について，問題点を解決するモデル要件と，それを満たす採用モ
デルとパラメータ算出法の組み合わせを分離し，実現可能な組合せを選択する． 
以下 2 つのモデル要素について，提案と評価を行う． 
 
5.4.4 検知誤り量の見積りモデル 
(1) モデル要件 
混入フェーズ別の残存誤り量に対して，各フェーズの品質プロセスコスト投入の結果
として期待できる検知誤り量を推定するモデルを定式化する．これは，フェーズ i で混
入した誤りをフェーズ j で検知する量をDijとして，Dijを推定する関数 f を決定すること
である． 
),,( jjijij SCqRfD =  (5-14) 
ここで，Rijはフェーズ i で混入した誤りの内フェーズ j に流入した誤り量(i=j のときはフ
ェーズ内で混入する誤り量)，Cqj は投入する品質プロセスコスト，Sj は対象ソフトウェ
アの規模ファクタとする． Rij及び Dijは，流出誤り量 Ij，検知誤り量 FOj，及び混入誤
り量 FIjと以下の関係にある． 
品質プロセスコスト[Mh]
混入ﾌｪｰｽ iﾞ検知ﾌｪｰｽ jﾞの
検知誤り量[件/KSLOC]
Rii
Cqj
Crj
検知ﾌｪｰｽ jﾞの
ﾘﾜｰｸｺｽﾄ[Mh]
Dij
プログラム規模
Si
Σ Cq
Σ
Cr
＋
CDQ
開発品質コスト[Mh]品質プロセスコスト[Mh]
リワークコスト
[Mh]
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 (5-15) 
モデル要件は以下の 2 つである． 
∑−
=
− =
1
1
1
j
i
ijj RI
要件 1： f は Cqjに関して，Cqj=0 で Dij=0，かつ Cqjの増加に伴って Dij=Rijに漸近
する単調増加関数であること． 
要件 2： Dijは Rijと強い正の相関をもつこと． 
 
(2) 採用モデル 
 我々は，上記の要件を満たすモデルとして以下を採用した． 
ijijij ESrD ××=  (5-16) 
ここで， S は開発プログラムの規模[KSLOC]である．rijは，各フェーズの規模ファクタ
Sjを S としたとき，Rij を S で正規化した流入誤り密度[件/KSLOC]である．Eijは rijに対
する誤り検知率（値域 0～100%）であり，次式で表す． 
jijcqk
ij eE
−−= 1  (5-17) 
ここで，cqjは，Cqjを S で正規化した品質プロセスコストの密度[Mh/KSLOC]であり，
これ以降，品質プロセス密度と呼ぶこととする．kijは，混入フェーズ i の誤りに対する
検知フェーズ j における検知能力を表す誤り検知効率係数である． 
 (5-17)式は，指数型信頼度モデル[54]と呼ばれ，検知誤り量をこの曲線に外挿するこ
とで，残存誤り量を推定するのに用いるモデルである．指数型信頼度モデルは，瞬間的
な誤り検出効率が，残存誤り量に（期待値の意味で）比例することを前提にしたモデル
である．図 5-9 に，品質プロセス密度 cqj，誤り検知効率係数 kijにおける誤り検知率 Eij
の形状を示す． 
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図 5-9 誤り検知率のグラフ形状 
rij（j>i）は，フェーズ i の混入誤り密度 rii [件/KSLOC] 及びフェーズ i 以降の誤り検知
率 Eijから，次式で順に計算することができる． 
 
 
 (5-18) 
ijijij
drr −=
 ijijij
Erd ×=
+1
 
ここで，dijは検知誤り密度[件/KSLOC]である． 
採用モデルでは，以下の２つの仮定を採用している．これらは，総量管理モデルと同
じ仮定である． 
z 規模ファクタは，フェーズによらず一定である． 
z 誤り検知率 Eij は，残存誤り密度の初期値 rij には依存せず，品質プロセス密度 cqj
の関数である． 
(5-16)-(5-18)式で表される採用モデルは，誤り種別に誤りデータマトリクス以上の分解能
をもたない場合において，要件 1 と 2 を満たす最も単純なモデルの一つである．  
 
(3) パラメータ算出 
(5-16)-(5-18)式により Dij を計算するために必要なパラメータは，フェーズ毎混入誤り
密度 riiと誤り検知効率係数ｋijの 2 つである． 
まず rii についての算出方法を示す．組織内の n 個のプロジェクト(プロジェクト番号
p=1,…,n)で，プログラム規模の実績値 Sp[KSLOC]，及び誤りデータマトリクスによる誤
り検知量の実績値 Dijp[件]を収集する．混入誤り密度の組織能力値 rii0[件/KSLOC]は，
(5-19)式によりプロジェクトの実績値を平均して求める． 
 
 
 (5-19) 
∑
∑
≥
=
=
=
ij
p
ij
p
ii
n
p
pp
iiii
DR
SR
n
r
1
0 )/(1
 
 
品質計画策定時に用いる個別プロジェクトの rii は，組織能力値 rii0 に，個々のプロジ
ェクト特性（問題の難しさ，設計技法，要員能力等）を考慮して決定する．  
 次にｋij についての算出方法を示す．組織内の n 個のプロジェクト(プロジェクト番号
p=1,…,n)で，誤り検知量の実績値 Dijp [件]に加え，品質プロセス密度の実績値
cqjp[Mh/KSLOC]を収集する．組織能力値 kij0 は，(5-17)式に基づき(5-20)式を用いること
により，プロジェクトの実績を平均して求める． 
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   (5-20) 
∑
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品質計画策定時に用いる個別プロジェクトの kijは，kij0に個々のプロジェクト特性（問
題の難しさ，テストあるいはレビュー技法，要員能力等）を考慮して決定する． 
実際には，レビューではそのフェーズ内の混入誤り，テストではV 字モデルで対応す
る設計フェーズ内の混入誤りに対する検知以外では，Dijp の値そのものが小さくまたデ
ータの信頼性も低いため，すべての i と j に対して誤り検知率の実績値 Eijpから kij0を求
めても，信頼性と精度の面に問題がある．このため，以下のような簡略化したパラメー
タ算出法を導入している． 
 
レビューに関する簡略化 
レビューにおける誤り検知効率係数の組織能力値としては， (5-20)式を使って kjj0のみ
を求めておく．品質計画策定時において， kjj0を参考に kjjを決定し，その他の kijは，kjj
の値を使って次式で計算するものとした．  
kij = kjj×αij (5-21) 
ここで，αij は フェーズ i で混入した誤りに対してフェーズ j のレビューを実施した場
合の減衰率(0≦αij≦1)である．これは，あるフェーズ j のレビューは，より上流フェー
ズ i の混入誤り量に対して検知効率が定数倍減衰するという仮定に立った簡易化である．
αijとしては，複数の有識者の意見に基づく経験値を利用している．αijは組織定数値と
して与えた上で，品質計画策定時に設定できる数値とした．  
 
テストに関する簡略化 
ソフトウェア・ライフサイクル・プロセス[47]に従い，テストと設計とのフェーズ対
応関係を，単体テストは詳細設計とコーディング，結合テストは方式設計，適格性確認
テストと受入れテストは要求分析に対応づける．このときテストフェーズ j に対する設
計フェーズを j’とする．テストの誤り検知効率係数の組織能力値としては，(5-20)式を使
って kj’j 0のみを求めておく．品質計画策定時において， kj’j0を参考に kj’jを決定し，その
他の kijは，kj’jの値を使って次式で計算するものとした． 
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 kij = 0 (i < j’) (5-22) 
 kj’j (i = j’) 
 kj’j×βij (i > j’) 
ここで，βijはフェーズ i で混入した誤りに対してフェーズ j のテストを実施した場合の
減衰率(0≦βij≦1)である．(5-22)式の簡易化は，テストが V 字モデルで対応する設計フ
ェーズ内の混入誤りに対して最も検知効率がよく，それ以前のテストでは上流設計での
混入誤りを検知ことが困難であり，それ以降のテストが下流設計の混入誤りも検知でき
るという性質を考慮している．βijとしては，複数の有識者の意見に基づく経験値を利用
している．βijは組織定数値として与えた上で，品質計画策定時に設定できる数値とした．  
 (5-21)(5-22)式による簡略化の効果は，レビュー及びテストの誤り検知率の実績値とし
て比較的データの質が良い Ejjp及び Ej’j pを利用することによって，推定するパラメータ
数を減らすことができること，個々のプロジェクトの品質計画策定時に，誤り検知効率
係数を向上させる施策を考える場合，混入フェーズ i に対して，本来焦点をあてるべき
同一フェーズのレビュー，及びそのフェーズと対応するテストフェーズでのテストに，
施策を集中できることが挙げられる． 
フェーズ j における品質プロセス密度 cqjは，規模あたりの作業コスト[Mh/KSLOC]の
次元を持っている．便宜上，テストについての品質計画策定時に，直接設定する値とし
て，規模あたりのテスト項目数 tj [項目/KSLOC]を用い（これをテスト密度と呼ぶ），テス
ト密度にテスト項目あたりの作業コスト tcj[Mh/項目]をかけることによって，品質プロセ
ス密度の次元に合わせるようにした．レビューの場合には，レビューにかける規模あた
りの作業コスト（レビュー密度と呼ぶ）を直接用いている． 
 
5.4.5 リワークコストの見積りモデル 
(1) モデル要件 
誤り量から各フェーズのリワークコストを見積るモデルを定式化する．これは，混入
フェーズ i，検知フェーズ j における検知誤り量 Dijが与えられたとき，リワークコスト
Crjを推定する関数 g を決定することである．  
),..,,( 21 Njjjj DDDgCr =  (5-23) 
ここで，N は誤り混入フェーズの最後のフェーズとする(表 5-1 では｢コーディング｣フェ
ーズでN=4)．Crjが決定できれば，開発リワークコストCr はすべての開発フェーズにつ
いて Crjを合計したもの，出荷後ロスコスト Coはフェーズ j を M（出荷後：表 5-1 では
M=9)であるとしたときのCrj（=CrM ）として計算することができる． 
誤りの原因分析にかかるコストは検知フェーズに，誤りの修正にかかるコストは誤り
混入フェーズに強く依存することを考慮して，以下のモデル要件をおく． 
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要件： 誤り１件あたりのリワークコストは，その誤りの混入フェーズ及び検知フ
ェーズに依存して異なる統計値をもつ． 
(2) 採用モデル 
我々は，上記の要件を満たすモデルとして，以下を採用した． 
 
 
 (5-24) 
 ijijij
N
i
ijj
DcrCr
CrCr
×=
= ∑
=1
 
ここで，crijは誤り混入フェーズ i，検知フェーズ j における誤り 1 件当りのリワーク
コスト [Mh/件]の見積り値である．(5-24)式で表される採用モデルは，誤り種別に誤りデ
ータマトリクス以上の分解能をもたない場合において，上記要件を満たす最も単純なモ
デルである． 
誤り 1 件の修正に要するリワークコストは，統計的なばらつきが大きい．しかし，開
発規模が大きくなるほど検知件数Dijが増えるので，大数の法則により，開発規模が増大
するに従い，リワークコストの総和はその推定値 Crij の周りでばらつき度合が小さくな
る．このため，品質計画策定時においてプロジェクト全体のコスト見積りに利用する範
囲であれば，推定値Crijは十分な精度を得られると考える． 
 
(3) パラメータ算出 
(5-24)式のCrjの計算に必要なパラメータは crijである．  
crijの組織能力値 crij0は，組織内の複数プロジェクトで，混入フェーズ i，検知フェー
ズ jの誤り１件に対するリワークコスト実績値 crijpを収集し，それらを平均して求める． 
 
表 5-2 誤り１件あたりのリワークコストの組織能力値例 
  
ｿﾌﾄｳｪｱ要求分析（ﾚﾋﾞｭｰ) 1 cr 11
0 0.00
ｿﾌﾄｳｪｱ方式設計（ﾚﾋﾞｭｰ) 2 cr 12
0 0.40 cr 22
0 0.00
ｿﾌﾄｳｪｱ詳細設計（ﾚﾋﾞｭｰ) 3 cr 13
0 1.60 cr 23
0 0.80 cr 33
0 0.00
コーディング（ﾚﾋﾞｭｰ) 4 cr 14
0 3.20 cr 24
0 1.60 cr 34
0 0.30 cr 44
0 0.00
単体テスト 5 cr 15
0 3.30 cr 25
0 1.70 cr 35
0 0.50 cr 45
0 0.10
ｿﾌﾄｳｪｱ結合テスト 6 cr 16
0 9.60 cr 26
0 6.00 cr 36
0 2.50 cr 46
0 2.00
ｿﾌﾄｳｪｱ適格性確認テスト 7 cr 17
0 29.00 cr 27
0 13.00 cr 37
0 7.00 cr 47
0 5.00
受け入れテスト 8 cr 18
0 90.00 cr 28
0 28.00 cr 38
0 20.00 cr 48
0 16.00
出荷後 9 cr 19
0 200.00 cr 29
0 100.00 cr 39
0 70.00 cr 49
0 50.00
3 4
　　　　　　　   　 混入フェーズ i
検知フェーズ j 1 2
ソフトウェア
要求分析
ソフトウェア
方式設計
ソフトウェア
詳細設計 コーディング 
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品質計画策定時における個別のプロジェクトの crij の値には，crij0 をそのまま用いて
いる． 一般に crijは，開発チームの能力，対象ソフトウェア種別など多くの要因によっ
て影響を受ける[43]．そのため，実績値とともにそうした要因をデータとして蓄積して，
組織に合う形で提供していくことが望ましい．例えば，crijとして組織平均値を採用する
代わりに，同一製品群のプロジェクトの平均値を使う方法もある．また，リワークプロ
セス自体の生産性向上施策を計画する場合には，crijを固定値とせず調整可能なパラメー
タとすることも考えるべきであろう． 
表 5-2 は，組織能力値としての crij0を格納したマトリクスの例である．例えば，ソフ
トウェア要求分析フェーズ(i=1)で混入した誤りがソフトウェア結合テストフェーズ(j=6)
で検知された場合， 1 件あたり 9.6Mh のリワークコスト（cr160）がかかると読む． 
 
5.4.6 モデル評価 
提案モデルに関して，V 字モデルへの適合性，モデルとパラメータ算出法の組み合わ
せの実装可能性，及び定量的な基盤としての適切性の 3 点について評価を行った． 
 
(1) V 字モデルへの適合性 
 受注開発型ソフトウェア開発においては， V 字モデルが品質保証の枠組みとしてよく
使用される．図 5-10 に示すように，V 字モデルでは，レビューとテストを品質保証の観
点から，以下のように位置づけている． 
z 各設計フェーズのレビューは，そのフェーズの設計が上位の設計の要求事項を満足
していることを確認する． 
z 各テストフェーズは，対応する設計フェーズの設計を満足していることを確認する． 
 
  
ｿｳﾄｳｪｱ
要求分析
ｿﾌﾄｳｪｱ
方式設計
ｿﾌﾄｳｪｱ
詳細設計
ｺｰﾃﾞｨﾝｸﾞ
単体ﾃｽﾄ
ｿﾌﾄｳｪｱ
結合ﾃｽﾄ
ｿﾌﾄｳｪｱ適格
性確認ﾃｽﾄ
レビュー
テスト
 
上流  
 
 
 
 下流 
 
 
 
 
図 5-10 V字モデルにおけるレビューとテストの位置づけ 
 
V 字モデルに従った開発では，誤り検知効率は，以下のような性質をもつ． 
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① あるフェーズのレビューは、本来そのフェーズで混入した誤りを検知する効率が
よい。下流のレビューは，より上流で混入した誤りを検知する効率が落ちる． 
② あるテストフェーズは対応する設計フェーズの誤りを検知する効率がよい． 
③ 下流テストは上流で混入した誤りを検知することが困難である． 
④ 上流テストは、下流で混入した誤りを検知することもできる． 
 
表 5-3 は，提案モデルで用いる誤り検知効率係数のデータである． 提案モデルでは，
誤りが混入したフェーズ別に，検知フェーズ毎の誤り検知効率を設定できる．V 字モデ
ルへの適合は，この係数表に組織能力値を設定することで表現できる．すなわち，係数
表では，①レビューの検知効率が混入フェーズ以降のフェーズで減衰する，②テストの
検知効率は対応する設計フェーズの誤りに対して最大で，③それ以前は検知効率が０，
④それ以後は相応の検知効率をもつこと，などを表現することができる． 
 
表 5-3 誤り検知効率係数表 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
(2) モデルとパラメータ算出法の組み合わせの実装可能性 
 提案モデルは，プロジェクト毎に，各フェーズに投入した品質プロセスコスト，及び
誤り１件に対して以下の記録を収集することで，パラメータを算出することが可能であ
る． 
  ・誤りが検出されたフェーズ 
  ・誤りが混入したフェーズ 
  ・誤りの修正にかかった作業コスト 
これらは，誤り総量管理モデルが収集しているのと同じデータである．つまり，提案
モデルは，そのパラメータ算出に，従来モデルと同じデータ収集コストしか必要とせず，
実装可能性が保証されていると言える． 
要求分析ﾚﾋﾞｭｰ
方式設計ﾚﾋﾞｭｰ
詳細設計ﾚﾋﾞｭｰ
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i
要求分析 方式設計 詳細設計 ｺｰﾃﾞｨﾝｸﾞ
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④
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(3) 定量的な基盤としての適切性 
 開発品質コストCDQと製品品質コストCAQの最小化はどのように達成されるかを，提
案見積りモデルを用いてシミュレーションを実施することで確認した．  
図 5-11 は，コードレビュー密度を変化させたときの CDQ及び CAQの変化を示してい
る．他のフェーズのレビュー密度及びテスト密度は，誤り検知率がレビュー80%，テスト
90%以上になるように設定した． 
図5-11において興味深いことは，CDQとCAQの最適点に大きな差異があることである．
CDQの最適点は3.0[Mh/ KSLOC]， CAQは8.0[Mh/ KSLOC]の付近に現れている．ＰＭに
とって，技術プロセスコストを確保し成果物の作成を完了することが最重要ならば，開
発品質コストCDQの最適点で最善の選択となる．しかし，その選択では，製品品質コス
トCAQにおける出荷後ロスコストC0が増大し，計画コストの50%近くまで増えてしまう．
製品品質コストCAQの最適点に到達しようとすれば，開発品質コストCDQの計画コスト
比率で2～3%程度の上昇を受け入れなければならない． 
この最適点の差異は，ＰＭが低めの品質プロセス密度を受け入れてしまう原因の一つ
と考えられる． 
 
 
品質コスト
(対計画コスト比）
30.00%
35.00%
40.00%
45.00%
50.00%
55.00%
60.00%
0 2.0 4.0 6.0 8.0 10.0
コードレビュー密度[Mh/SLOC]
製品品質コストCAQ
出荷後ﾛｽｺｽﾄCo
開発品質コストCDQ
CAQ＝CDQ＋Co 
 
 
→ ＰＭの視点
→ 経営的視点 
 
 
 
 
 
 
 
 
図 5-11 コードレビュー密度に対する開発品質コスト及び製品品質コストの変化 
 
図5-12は，単体テストの品質プロセスが，コードレビュー密度を変化させたときの製
品品質コストCAQのグラフである．図5-12において，Nは単体テスト密度であり，
25,35,45[項目/ KSLOC]（誤り検知率は，それぞれ79.8%，89.3%，94.4%）の３つのケー
スで， CAQのグラフを描いている． 
図5-12で，単体テスト密度が高いほど，CAQのコスト最適点が左に移動し，かつグラ
フが横に寝た形状となる．N=45では，コードレビュー密度3～10[Mh/ KSLOC]の範囲で，
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CAQの計画コストに占める比率の差が2%以内にとどまっている．シミュレーション結果
は，単体テスト密度が高い状況では，コードレビュー密度が製品品質コストCAQに与え
る影響は顕著ではなく，逆に低い状況では，影響が顕著となることを示している．言い
換えると，単体テスト密度が高い場合，コードレビュー密度の増減は製品品質コストに
大きな影響を与えないが，逆に単体テスト密度が低い場合，コードレビューを怠ると製
品品質コストが急激に増大する．この現象は，コードレビューと単体テストの相補的な
関係を示す報告[38]に一致するものである．V字モデルの他の対応フェーズ間について
は，コードレビューと単体テストほど顕著ではないが，同様の傾向を確認した．  
2つのシミュレーション結果は，提案モデルが，品質プロセスのコスト対効果を評価
する上での定量的基盤を与え，かつこのケースでソフトウェア開発現場に存在する状況
を的確に表現していることを示している． 
 
30.00%
35.00%
40.00%
45.00%
50.00%
55.00%
60.00%
0 2 4 6 8 10
N=45
N=35
N=25
コードレビュー密度 (Mh/KSLOC)
製品品質コス ト
（対計画コス ト比）
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 5-12 単体テスト密度を変化させたときのコードレビューの製品品質コスト曲線 
 
5.5 実証実験 
提案システムを試作し，プロジェクトマネージャが行う品質計画策定作業の支援に適
用することで，目標状態の達成を評価する実証実験を行った． 
5.5.1 試作システム 
5.4 項の提案モデルに基づき，プロジェクト計画のための品質計画支援システムの試作
を行った．試作システムは，QualityPlanner と呼ぶ．QualityPlanner は，品質とコストの
見積りモデルに基づく施策１の計画だけに留まらず，施策 2 及び施策 3 の計画支援機能
も実装している．以下，QualityPlanner について記述する． 
(1) ユースケース 
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QualityPlanner のユースケース図を図 5-13 に示す．  
ユースケースは以下の２つである． 
名称： 品質計画を策定する 
アクタ： PM，SQA(ソフトウェア品質保証) [81] 
主フロー： １．PM が，開発規模，計画コスト，及びフェーズ別要求変更発生予測を入
力する． 
  ２．PM が，品質計画を入力する． 
  ３．システムが，品質とコストの推定値を出力する．  
  ４．PM が，品質とコストの推定値から，品質計画の妥当性を確認する． 
  ５．SQA が，品質計画を品質基準値の遵守性の面から確認する． 
 
名称： 組織値を更新する 
アクタ： SEPG(ソフトウェアエンジニアリングプロセスグループ)[81]，SQA 
主フロー： １．SEPG が，プロセス実績DB より，組織能力値を更新する． 
  ２．SEPG と SQA が，組織目標と実績に基づき，品質基準値を更新する． 
 
 
品質計画を策定する
組織値を更新する
SQA
SEPG
PM
 
 
 
 
 
 
 
 
図 5-13 QualityPlannerのユースケース図 
 
ユースケース「組織値を更新する」では，QualrityPlanner がもつ組織能力値と品質基
準値を更新する．組織能力値は，組織の標準的な作業能率を表し，QualityPlanner の設定
パラメータのデフォルト値となる．組織能力値は，5.4.4 及び 5.4.5 の(3)パラメータ算出
法により求める．品質基準値は，組織の実績値をベースにして，組織としての改善事項
を織り込んで設定する．QualityPlanner の組織能力値及び品質基準値には以下がある． 
組織能力値：  
・ （フェーズ別）標準混入誤り密度，標準テスト時間効率，標準総コ
スト比率，標準ドキュメント・コード規模比 
・ （混入・検知フェーズ別）標準レビュー誤り検知効率係数（あるい
は標準テスト誤り検知効率係数），誤り 1 件の標準リワークコスト 
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・ 標準生産性，標準管理コスト比率 
 
品質基準値： 
・ （フェーズ別）基準誤り除去率，基準誤り検知率，基準レビュー密度，基準
テスト密度 
ユースケース「品質計画を策定する」の主フロー3 番目で，QualityPlanner は，開発規
模と計画コスト，フェーズ別要求変更発生予測，及び品質計画から，品質とコストの推
定値を出力する．プロジェクトの計画コストに対して，開発各フェーズにおいて，品質
プロセス密度及び作業能率を設定し，5.4.4 の検知誤り量の見積りモデルを用いて，検知
誤り密度の推定する．さらに，各フェーズでの検知誤り量及び出荷後誤り量から，5.4.5
のリワークコストの見積りモデルを用いて，開発リワークコスト及び出荷後ロスコスト
を推定する．P M は，作業能率に組織能力値をそのまま使うのではなく，プロジェクト
特性や施策の効果を加味し，チューニングして用いる． 
 
(2) システム構成 
図 5-14 は，QualityPlanner のシステム構成である．  
 
 
・開発規模[KSLOC]
・ドキュメント規模[頁]
・計画コスト
・出荷後リワークコスト
フェーズ別
・品質プロセスコスト
・リワークコスト
・出荷後残存誤り密度
フェーズ別
・検知誤り密度
・誤り除去率
プロセス実績ＤＢ
 
 
 
 
 
 
 
 
 
 
 
 
 
図 5-14 QualityPlannerのシステム構成 
 
ユースケース「組織値を更新する」は，組織データ更新支援機能に対応し，ユースケ
ース「品質計画を策定する」は，プロジェクト計画データ入力支援機能，品質とコスト
の見積り機能，及び改善施策立案機能が対応する．施策 2 及び施策 3 の計画は，改善施
策立案機能が対応する． 
 (3) 実現方式とツール概観 
コストの推定値
品質の推定値
品質計画（施策1）
開発規模と計画コスト
・レビュー密度
[Mh/KSLOC]
・テスト密度
[項目/KSLOC]
・検知誤り効率の目論見
・混入誤り量を減らす施策
ﾌﾟﾛｼﾞｪｸﾄ能力値
プロジェクトデータ
品質基準値
プロジェクト計画データ
入力支援機能
品質とコストの見積り
機能
（提案モデル使用）
改善施策立案
支援機能
組織データ更
新支援機能
組織能力値
改善
施策
プロジェクト
計画データ
改善後能力値
見積り
プロジェクト
計画
品質計画（施策2, 3）
実装上の工夫
施策2と3の改善施策の折り込み方法
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QualityPlanner は，Microsoft Excel のベーシックな表計算機能を用いて開発しており，
次の役割をもつ3つのシートから構成されている．図5-15にPlanシートの概観を示す． 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 5-15 QualityPlanner のPlanシートの概観 
 
 
  
①プロジェクトデータの設定
②フェーズ毎の混入誤り密度の設定
③ フェーズ毎の品質プロセス密度の設定
④ 品質目標の達成度の確認
⑤計画コストのフェーズ配分の決定と技術
プロセスコストの確認
⑥コスト全体の確認
計画コストで実現できるか
開始
終了
コストのバランスはよいか
品質目標は達成しているか
Yes
Yes
Yes
No
No
No
 
[施策2]
[施策3]
[施策1]
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図 5-16 品質計画策定手順 
Plan シート:  品質計画策定上の主なパラメータの設定（図 5-17, 図 5-18, 図 5-20, 図
5-23），及び見積り結果のグラフ表示(図 5-22 図 5-24, 図 5-25) 
Design シート: 設計各フェーズにおける混入誤り密度(図 5-19)及びレビュー検知効率
係数を決定する上での目論見の設定 
Test シート:  テスト各フェーズにおけるテスト検知効率係数及びテスト時間効率
を決定する上での目論見の設定 
 
 (4) 品質計画策定の手順 
図 5-16 は， PM が，QualityPlanner を用いて，施策 1，施策 2，及び施策 3 の計画を行
う際の品質計画策定手順である． 
 
5.5.2 品質計画策定手順と支援機能 
図 5-16中に現れる６つのステップを順に説明し，そのプロセスに従ったQualityPlanner
の支援機能について記述する． 
(1) プロジェクトデータの設定 
 図 5-17 に示すように、ＰＭは，開発するシステムの規模見積り[KSLOC]と，標準生産
性と標準管理コスト比率を参考にしながら，計画コスト及び管理コスト比率を設定する． 
 
 
規模 新規 ① 1500 KSLOC
改造 ② 100 KSLOC
完全流用 ③ 0 KSLOC
開発規模 ④＝①+② 1600 KSLOC
製品規模 ⑤＝④+③ 1600 KSLOC
見積りコスト 標準生産性 ⑥ 7 SLOC/Mh 計画生産性 ⑥'=④/⑦' 10.0
標準生産性での
総コスト ⑦＝④/⑥ 228,571 Mh
計画コスト
(Mh) ⑦' 160,000
管理コスト比率 ⑧ 標準値 5.0% 計画値 5.0%
(1) システムの規模を設定
(2) 実際の計画コストを設定
(3) 管理コストの比率を設定
 
 
 
 
 
 
 
 
 
図 5-17 規模とコストの見積りの設定(Planシート) 
 
 図 5-18 は，混入誤りの表示画面（Plan シート）である．この画面上では，フェーズ別
要求変更発生予測を，要求変更密度として設定することもできる．シミュレーション上，
要求変更密度分の要求変更量が，指定したフェーズで必ず生じるものとして扱い，要求
変更 1 件あたりのリワークコストは，検知フェーズ別に設定している要求誤り 1 件に対
するものと同じとしている． 
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仕様変更 ソフトウェア要求分析
ソフトウェア
方式設計
ソフトウェア
詳細設計 コーディング
残存誤り (Ii+1: Ii+FIi-FOi) 0 0.16 1.01 2.35 
誤り密度 混入誤り密度 (FIi) 1.70 0.78 4.62 7.60 15.36 
(件/KSLOC) 検知誤り密度 (FOi) 0.62 3.77 6.26 14.08 
S/W要求分析（ﾚﾋﾞｭｰ) 0.00 0.62 
S/W方式設計（ﾚﾋﾞｭｰ) 0.10 0.07 3.70 
S/W詳細設計（ﾚﾋﾞｭｰ ) 0.20 0.02 0.42 5.82 
コーディング（ﾚﾋﾞｭｰ) 0.20 0.01 0.15 0.91 13.01 
単体テスト 0.00 0.00 0.00 0.78 2.10 
S/W結合テスト 0.40 0.00 0.31 0.04 0.12 
S/W適格性確認テスト 0.30 0.05 0.03 0.03 0.09 
受け入れテスト 0.50 0.00 0.00 0.00 0.01 
出荷後 0.00 0.00 0.00 0.01 0.03 
各フェーズの要求変更
密度[件/KSLOC] 
 
 
 
 
 
 
 
 
 
 
図 5-18 混入誤りの表示画面（Planシート）とフェーズ別要求変更密度の設定 
 
(2) フェーズ毎の混入誤り密度の設定 
 PM は，標準フェーズ別混入誤り密度を参考にして，プロジェクト特性や施策の効果
を加味して，フェーズ別混入誤り密度の目論見値を設定する． 
図 5-19 は要求分析フェーズに関する目論見の設定例である．図 5-19 では，混入誤り
密度の組織能力値 r11 0を 1.19 件/KSLOC と表示している．その上部に，シートの別の部
分で設定した規模あたりの要求仕様書の頁数を用いて換算した，頁あたりの混入誤り密
度（0.60 件/頁）を表示している．PM は，この値を参考にして，目論見として 1 頁あた
りの混入誤り件数を設定する．この例ではそのままコピーして用いている． 
 次にその値に影響を与える要因として，プロジェクト特性やこれから実施する品質向
上施策をリストアップし，その影響度を設定する．この例では，プロジェクト特性によ
る増大要因として，流用の悪影響及び要員のスキル，品質向上施策による減少要因とし
て，類似システムの経験及びUML の利用・教育を設定し，それぞれ 20%,20%,-50%,-10%
の係数を与えている．これらの影響を掛け合わせて 0.39 件/頁及び，このプロジェクトで
採用する混入誤り密度 r11を 0.78 件/KSLOC と計算している． 
 
 
  
ｒ11ｒ110
項目 組織能力値 目論見
要求分析 混入誤り密度 0.60 件/頁 0.39 件/頁 1 頁中の誤り 0.60 件
(新規） 1.19 件/kline 0.78 件/kline 流用の悪影響 20%
要員のスキル 20%
類似システムの経験 -50%
UMLの利用・教育 -10%
 
 
 
 
 
図 5-19 要求分析中の混入誤り密度の設定と目論見(Designシート) 
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 (3) フェーズ毎の品質プロセス密度の設定 
図 5-20 に示すように，QualityPlanner は，目標とする基準誤り検知率(この例ではレビ
ューは 80%，テストは 95％)と，それを達成するためのレビュー密度及びテスト密度を
提示する． 
PM は，これらを参考に，システムの特性と開発チームの実力を加味して，フェーズ
毎のレビュー密度（図 5-20 の 2 行目）及びテスト密度（図 5-20 の 6 行目）を設定する．
PM は，レビューについては design シート，テストについては test シートを用いて，組
織能力値をベースに，プロジェクト特性及び計画した施策の効果を加味して，誤り検知
効率係数やテスト時間効率[Mh/項目]の目論見値を設定する． 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
ソフトウェア
要求分析
ソフトウェア
方式設計
ソフトウェア
詳細設計 コーディング 単体テスト
ソフトウェア
結合テスト
ソフトウェア
適格性確認
テスト
受け入れ
テスト
品質施策 品質プロセス コス ト(Mh/KSLOC) 0.80 1.60 6.00 7.00 6.65 5.00 8.55 1.00
レビュー密度(Mh/KSLOC） 0.8 1.6 6 7
基準レビュー密度(Mh/KSLOC) 0.80 1.60 6.67 6.00
レビュー検知効率係数 2.01 1.01 0.24 0.27
レビュー誤り検知率 80.0% 80.0% 76.5% 84.7%
テスト密度(項目/KSLOC) 35 5 4.5 0.8
基準テスト密度(項目/KSLOC) 36 5 2.4 0.84
テスト検知検知効率係数 0.06 0.46 0.96 1.25
テスト誤り検知率 89.3% 90.0% 98.7% 63.2%
テスト時間効率(Mh/項目) 0.19 1 1.9 1.25
テスト密度(h/KSLOC) 6.65 5.00 8.55 1.00
(1)レビュー密度cqjを設定する (2)テスト密度tjを設定する
designシートより，基準誤り検知率
80%以上を達成するための基準レ
ビュー密度,レビュー検知効率係数
の目論見値kjj が転記される
testシートより，基準誤り検知率95%以上を
達成するためのテスト密度，テスト検知効
率係数の目論見値kij (iはjと対応する設計
フェーズ）と，テスト時間効率の目論見値 tcj
が転記される
図 5-20 フェーズ毎の品質プロセスの設定(Planシート) 
 
 
  
残存誤り (Ii+1: Ii+FIi-FOi) 0 0.16 1.01 2.35
誤り密度 混入誤り密度 (FIi) 0.00 0.78 4.62 7.60 15.36
(件/KSLOC) 検知誤り密度 (FOi) 0.62 3.77 6.26 14.08
ｿﾌﾄｳｪｱ要求分析（ﾚﾋﾞｭｰ) 0.00 0.62 
ｿﾌﾄｳｪｱ方式設計（ﾚﾋﾞｭｰ) 0.00 0.07 3.70 
ｿﾌﾄｳｪｱ詳細設計（ﾚﾋﾞｭｰ) 0.00 0.02 0.42 5.82 
コーディング（ﾚﾋﾞｭｰ) 0.00 0.01 0.15 0.91 13.01
単体テスト 0.00 0.00 0.00 0.78 2.10
ｿﾌﾄｳｪｱ結合テスト 0.00 0.00 0.31 0.04 0.12
ｿﾌﾄｳｪｱ適格性確認テスト 0.00 0.05 0.03 0.03 0.09
受け入れテスト 0.00 0.00 0.00 0.00 0.01
出荷後 0.00 0.00 0.00 0.01 0.03
仕様変更 ソフトウェア要求分析
ソフトウェア
方式設計
ソフトウェア
詳細設計 コーディング
28.36
28.36
0.62
3.77
6.26
14.08
2.88
0.48
0.21
0.01
0.05
Σ
Σ
転記
ｒ22
d2j(5-17)(5-18)式により計算 
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図 5-21 フェーズ毎混入誤り密度の表示(Planシート) 
図 5-19 及び図 5-20 の設定を行うと，QualityPlanner は，図 5-21 に示す誤りデータマト
リクスに，フェーズ毎混入誤り密度の目論見値を転記し，検知フェーズ j における流入
誤り密度 rij及び検知誤り密度 dijの推定値を自動計算する． 
 
(4) 品質目標の達成度の確認 
QyalityPlanner は，(1)-(3)の計画値の設定から，図 5-22 に示すように，各フェーズの検
知誤り密度及び誤り除去率をグラフ表示する．  
 
 
  
 
 
 
 
 
 
 
 
図 5-22 品質目標の達成度の確認(Planシート) 
 
PM は，このグラフを見て，(1)-(3)で設定した計画値が，最終的な製品品質目標である
出荷後残存誤り密度を達成するのに十分であるかを確認する．また，各フェーズの誤り
除去率が，品質基準値である基準誤り除去率（図 5-22 では 80%に点線表示されている）
を満たしているかも確認する．いずれかが満たされていない場合には，(3)での品質プロ
セスコストの設定を再調整する． 
 
 
 
 
 
 
 
 
 
 
 
 
計画コスト コスト比率(比率配分を入力） 1 2.5 4.5 7 2.5 1.2 1 0.5
5.0% 12.4% 22.3% 34.7% 12.4% 5.9% 5.0% 2.5%
標準総コスト比率 10.0% 20.0% 20.0% 20.0% 10.0% 10.0% 5.0% 5.0%
①フェーズ別コスト（総コストを配分） 7,921 19,802 35,644 55,446 19,802 9,505 7,921 3,960
管理 ②管理コスト(Mh)　　①×管理配分 396 990 1,782 2,772 990 475 396 198
品質プロセス ③品質プロセスコスト(Mh) 1,280 2,560 9,600 11,200 10,640 8,000 13,680 1,600
リワーク ④リワークコスト(Mh) 0 48 600 881 964 3,560 4,004 365
技術プロセス ⑤技術プロセスコスト ①-(②+③+④) 6,245 16,204 23,661 40,592 7,208 0 0 1,798
標準作成ドキュメント頁数 3,200 頁 6,400 頁 32,000 頁
作成ドキュメント頁数 A 3,200 頁 6,400 頁 32,000 頁
純粋作成効率 A/④ 0.51 頁/h 0.39 頁/h 1.35 頁/h 39.4 line/h
累計 計画コスト累積(Mh) 7,921 27,723 63,366 118,812 138,614 148,119 156,040 160,000
リワークコスト累積(Mh) 0 48 648 1,529 2,493 6,053 10,057 10,422
品質プロセスコスト累積(Mh) 1,280 3,840 13,440 24,640 35,280 43,280 56,960 58,560
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図 5-23 計画コストのフェーズ配分の設定と技術プロセスコストの確認(Planシート) 
(5) 計画コストのフェーズ配分の決定と技術プロセスコストの確認 
 PM は，(1)で決定した投入コストを，標準総コスト比率を参考に各フェーズに振り分
ける．図 5-23 の例では，3 行目が標準コスト比率を参考に，１行目でコスト比 1, 2.5, 4.5, 
…, 0.5 と入力することで，2 行目のフェーズ毎のコスト比率が決定される．次に目論見
で設定するドキュメント・コード比より計算した標準作成ドキュメント頁数を参考に，
作成するドキュメント頁数の計画値 A を設定する．図 5-23 の例では，10 行目で計画値
A に標準値をそのままコピーして用いている． 
 
(5-3)式の作業コスト Ciを，計画コスト Cpiから管理コストを引いたものとすると，技
術プロセスコストCdiは，以下のように計算できる． 
Cdi  = Cpi ×(1－γm)－Cqi －Cri (5-25) 
ここで，γmは図 5-17 で設定した管理コスト比率である． 
リワークコストは(5-24)式を用いて計算される．図 5-23 において，技術プロセスの生
産効率として，ドキュメント作成効率及びソースコード作成効率が計算されるので，技
術プロセスに割くコストが十分であるかどうかを確認する． 
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図 5-24 フェーズ毎コスト配分(Planシート) 
 
QualityPlanner は，図 5-24 に示すように，フェーズ別に，技術プロセスコスト，管理
コスト，品質プロセスコスト，及びリワークコストの比率をグラフ表示する．ＰＭは，
このグラフを見て，計画コストのフェーズ配分及び各フェーズの品質プロセスコストの
コスト的な妥当性を確認する．図 5-24 で折れ線がフェーズ別計画コストである．リワー
クコストが増え過ぎると，積み上げた開発コストが計画コストの折れ線を越える場合が
85 
 
ある．この場合には，計画上の矛盾と捉え(1)-(5)の見直しを行う． 
 
(6) コスト全体のバランスの確認 
 各フェーズの品質プロセスコストを変えることによって，計画コスト内の各コスト種
別のバランス，及び出荷後ロスコストが変化する．図 5-25 の左の棒グラフは，計画コス
ト内に占める，開発リワークコスト，品質プロセスコスト，管理コスト，及び技術プロ
セスコストの比率，右の棒グラフは計画コストに対する出荷後ロスコストの推定値を示
している．技術プロセスコスト Cd は，開発フェーズ全体に関して(5-25)式の Cdiを総計
したものである．技術プロセスコストが実施可能な範囲を下回っているならば，開発コ
ストは計画コストを超過する可能性が高くなる． 
図 5-25 を見て，PM は，次の２つの視点から品質プロセスの計画を評価する． 
① 開発品質コストCDQの最小化 
計画コスト一定の条件下において，(5-5)式の開発品質コストCDQ(=Cq+Cr)を最小化
することで，技術プロセスコストCd を最大化する視点である． 
② 製品品質コストCAQの最小化 
技術プロセスコスト Cd 一定の条件下において，(5-6)式の製品品質コスト
CAQ(=Cq+Cr+Co)を最小化することで，製品コストCAを最小化する視点である． 
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図 5-25 コスト全体の確認(Planシート) 
 
 
5.5.3 適用評価 
(1) 適用評価の結果と分析 
開発規模 50KSLOC 以上の防衛関連システム 5 プロジェクトを対象に，次の適用・評
価を実施した．従来から組織内で利用してきた誤り総量管理モデルの管理手順に従い，
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PM がプロジェクト管理計画書作成時に設定した品質関連の計画値を対象とした．計画
値の設定方法は以下の通りである． 
① 出荷後残存誤り密度： 各プロジェクトの目標値を設定 
② 混入誤り密度： 組織能力値を調整せず設定 
③ 誤り検知効率： 検知フェーズでの固定値[件/KSLOC・Mh]（組織提供）を
調整せず設定 
④ 品質プロセス密度： 各フェーズの下限値として設定されている品質基準値に基
づき，①の目標値を満たすように調整して設定 
 これらの計画値の内①②④を QualityPlanner に入力した．この際，QualityPlanner がド
キュメント作成効率及びコーディング効率から計算した各設計フェーズに必要な技術プ
ロセスコストに，計画コストを優先的に割り当てるようにした． 
表 5-4 は，各プロジェクトの開発規模と，提案システムで再評価した結果としての計
画コストに対する開発コストの見積り値の超過率を示している．表 5-4 で，A-D すべて
のプロジェクトで超過している．これは，レビューと単体テストの比率を低く抑え，結
合テストに比重を置いた設定をしていたためである． 
 
表 5-4 5 つの適用プロジェクトの開発規模と計画コスト超過率 
ﾌﾟﾛｼﾞｪｸﾄ A B C D E 
開 発 規 模
[KSLOC] 
350 170 110 92 76 
計画コスト超
過率 
+11% +33% +49% +19% +13% 
 
 
次に，各プロジェクトの PM を支援しQualityPlanner 用いて，品質計画の再策定を行っ
た． 
まず，施策 1 に従い，かつコスト最適化を求めるように，各フェーズにおける品質プ
ロセス密度の再設定を行った．その結果，A-E すべてのプロジェクトについて，レビュ
ーによる誤り除去率が 80%以上に変化した． 
次に，設計品質向上の施策 2 と，レビュー効率向上の施策 3 を，それぞれQualityPlanner
上の目論見として計画した．この際，施策効果が現実的でない計画とならないように，
施策種別毎にその改善効果が，組織能力値の標準偏差の範囲に収まるべく，以下の限度
幅を設定した． 
z 設計品質向上施策：混入誤り密度で-50% 
z レビュー効率向上施策：誤り検知効率係数で+40% 
z 生産性向上施策：各ドキュメント作成効率とコーディング効率を+10% 
結果として， C を除く 4 つのプロジェクトで，上記の施策効果の限度幅内で計画コス
ト内に入る計画，すなわち，コスト的に整合する技術プロセス及び品質プロセスへのコ
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スト配分計画と，その達成のために必要な生産性向上施策及び品質向上施策，を立案す
ることができた． 
この適用結果により，QualityPlanner が，プロジェクト管理計画における品質とコスト
の計画間の整合性確認，及び品質マネジメントの基本戦略に基づく合理的な施策立案の
支援に効果があることが確認できた． 
(2) 定性的評価 
上記適用プロジェクトの PM から，ツールの導入上の課題として，以下の 2 点の指摘
を受けた． 
z プロジェクトの特性と改善効果を加味した目論見を作成するためには，ツールの背
後にある品質とコストの関係の理解が必須であるので，その習得が容易な PM 教
育がほしい 
z ツールが，品質と開発期間の直接的な関係を明確にする機能を持たないため，計画
において開発期間の短縮化を計画する場合には，別の視点が必要となる． 
SQA 担当者からは，「PM 自らが納得する合理的な品質計画を策定できることは，組織
の品質保証の観点からみて望ましい．」との意見があった．SQA 部門が，画一的な品質
基準値セットを提供し，開発のホールドポイントでその逸脱を指摘し，一方的に是正処
置を求めるだけでは，組織間に軋轢を生み，反って生産活動にプラスに働かないことが
多い．「PM 自らがコストと品質を整合させる品質計画を策定し説明し実行するなら，
SQA が行う計画逸脱の指摘と是正措置の勧告は遥かに利用価値の高いものとなる．」と
の意見である． 
 
5.6 本章のまとめ 
5.6.1 適用範囲 
提案モデルとシステムは，現状，ウォータフォール型の開発モデルにしか対応してい
ない．誤りの総量管理モデル自体は，インクリメンタル型やエボリューショナル型など
の他の開発モデル[79]にも適用可能であるので，他の開発モデルへとモデルとシステム
を拡張することは可能と考える． 
採用モデルは簡略化のため，規模ファクタを見積り開発量 SLOC で表現している．各
フェーズでの品質プロセスを考える上で規模ファクタはベースとなるので，若干の考慮
が必要である．将来的には，要求分析・方式設計フェーズとその対応テストフェーズで
はファンクションポイント[80]を，下流の開発フェーズでは SLOC を利用することがよ
いと考える． 
提案モデルとシステムは，品質とコストの関係のみを捉えており，開発期間への影響
は表現していない．例えば，リワークコストは個々の誤りに対する平均修正工数を使っ
ており，誤り修正に関するリソース競合（修正担当者，テスト環境等）による待ち時間
は考慮していない．開発終盤でのリワークコストの増大は，単純な修正工数の積み上げ
による遅れにとどまらず，開発進捗に破壊的な影響を及ぼすことがある．開発期間への
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影響を表現するためには，プロセスシミュレーションのアプローチ[77]が必要であると
考える． 
5.6.2 まとめ 
本章は，品質とコスト目標を達成する品質計画策定を支援するために，エンジニアリ
ングプロセスの各フェーズでの品質プロセスの実施コストが，エンジニアリングプロセ
ス全体のコストにどのように影響するかを定量化するための見積りモデル，及びそれを
用いた品質計画支援システムを提案し評価した． 
提案モデルは，以下の２つのモデルを組み合わせて構成している． 
z 検知誤り量の見積りモデル 
z リワークコストの見積りモデル 
上記２つのモデルは，それぞれ誤りの総量管理モデル及びKan のモデルをベースにし
て，その技術的問題点を解決し，かつ実現可能なモデルとパラメータ算出法を提供して
いる．提案モデルを用いたシミュレーションにより，品質プロセスのコスト対効果が定
量的に把握できることを示すとともに，ソフトウェア開発現場の状況を的確に表現する
ことを示した．提案モデルを実装した試作システムを開発し，適用評価を行い，品質と
コストの整合性確認，及び戦略に基づく合理的品質計画策定を支援できることを確認し
た． 
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第6章 結論と今後の課題 
 
6.1 結論 
本研究の結論を以下にまとめる．  
本研究は，受注開発型ソフトウェア開発の品質向上のために，ソフトウェア開発ライ
フサイクルを通して混入する誤りを，時間及びコストの制約下で，確実に除去すること
を狙いとした技術開発に関するものである．そのために，受注開発型ソフトウェア開発
の 3 つのプロセスを対象として，それぞれの誤り除去活動と管理の効率と効果の向上を
目指した研究を行った． 
第 3 章では，監視・制御システムの要求分析を効果的に支援するプロトタイピングシ
ステムの提案と評価を行った．実証実験を通じて，オンラインサイクルの短縮化に効果
があることを確認した． 
第 4 章では，小規模組込みシステムの製品検査プロセスを効率化する自動テスト方式
を提案し評価した．実証実験を通じて，設定したテスト界面が反応的な仕様を持つプロ
グラムに対応できること，テスト実施作業の大幅な削減が図れることを示した． 
第 5 章では，品質とコスト目標を達成する品質計画策定を支援する定量的基盤として
の見積りモデルと，そのモデルを用いた品質計画策定支援システムの提案と評価を行っ
た．実証実験を通じて，プロジェクト計画における品質とコストの計画間の整合性確認
と，整合性を保つための合理的な施策立案の支援に効果があることを示した． 
 
6.2 今後の課題と展望 
本論文第 3 章の研究について，製品分野として，監視・制御システムに特化している
が，情報通信システムについても，製品開発が円熟していくに従い，ビジネス形態が次
第にイージーオーダ型開発へ移行していくと考えられるため，本研究の拡張と応用が広
まっていく可能性が高い．要求分析プロセスは，製品分野の性質を見極めながら最良の
プロトタイピングシステムを考えていく必要がある．また，当該研究は，モデルの妥当
性確認はオブジェクト指向要求記述言語の文法チェックに負うところが多いが，モデル
検証技術などへの発展が考えられる． 
本論文第 4 章の研究について，製品分野として，小規模な組込みシステムに特化して
いる．これは，この分野が反応的な仕様の割合が高く，テスト界面を ICE で設定・参照
するメモリに設定したためである．他の分野においても，仕様に基づくテスト自動化を
進める場合には，要求仕様記述として何を選択するか，及び適切なテスト界面をどのよ
うに設定するか，の２つの点に注意すべきである．例えば，非組込みシステムにおいて
反応的な仕様を対象にテスト自動化を行うなら，要求仕様全体に占める反応的な仕様の
割合が高い応用分野かどうかを考慮すべきである．変換的仕様や品質仕様からのテスト
自動化については，仕様からテストデータへの変換法は未確立である．効果のある仕様
範囲を限定して仕様記述法とテストデータへの変換法を考えていくアプローチが必要で
92 
 
あろう． 
本論文第 5 章の研究については，モデリング対象は，エンジニアリングプロセスに限
っているが，要求分析プロセス及び製品確認プロセスについても，誤り除去の活動のコ
スト最適化問題はある．この部分は研究がなされていない領域である．また，提案モデ
ルは，品質計画策定を支援する提案システムに用途が限定されるものではない．レビュ
ーのテストに対するコスト対効果を見積ること，フェーズ毎品質プロセスコストの最適
点の計算などにも利用できると考えている． 
誤り除去のための活動は，個別のプロジェクトがおかれた環境下で，それらをどう組
み合わせることが可能か，それによって，プロジェクト全体の QCD にどのような影響
を及ぼすかを正しく理解することにより，計画されるべきである．この実現ためには，
本研究に加えて，下記の課題を克服していく必要がある．  
(1)  開発ライフサイクルのダイナミズム，すなわちウォータフォール以外のライフサ
イクルでの誤り除去活動の分析 
(2) 有用な誤り除去技法・システムに関する経験の蓄積とカタログ化 
(3) 不確定性を加味した，高度なプロジェクトシミュレーションへの発展
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田村直樹，中島毅，柳生理子，萩原正敏 
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 種 類 別   題名、  発表・発行掲載誌名、  発表・発行年月、  連名者 
 
講演 
 
(講演) 
シングルチップマイコン S/W 開発における問題点と一解決法 
情報処理学会ソフトウェア工学研究会 SE-115-3, 1997 年 7 月，pp.17-24 
中島毅，別所雄三，山中弘，広田和洋 
 
ソフトウェア機能試験手順の状態遷移表に基づいた生成法 
情報処理学会ソフトウェア工学研究会 SE-118-16，1998 年 3 月，pp.119-126 
山中弘，中島毅，別所雄三，広田和洋 
 
プロトタイピング再考 
情報処理学会ソフトウェア工学研究会ウィンターワークショップ・イン・恵那，1998
年 1 月 
中島毅，岡田和久 
 
要求生成のメカニズムのモデルに関する一考 
情報処理学会ソフトウェア工学研究会 SE146-11，2005 年 11 月，pp 79-86 
中島毅，東基衞 
 
コストを考慮した品質計画立案支援ツール 
プロジェクトマネジメント学会 2007 年度秋季研究発表大会，2007 年 9 月 
中島毅，吉田見岳 
 
 
その他 
 
(国際会議) 
A Method for Recording and Analyzing Design Processes 
5th International Workshop on Software Process, Kenebunkport(USA), October 1989, 
pp.106-108 
Tsuyoshi Nakajima 
 
PPK: A Method for Recording and Analyzing Software Processes 
IEEE COMPSAC ’90, Chicago(USA), October 1990, pp.555-563 
Tsuyoshi Nakajma, Naoki Tamura, and Kenji Uehara 
 
Domain Specific Design Method Based on Software Design Processes 
Fourth International Conference on Software Engineering & Its Apprications 
(TOULOUSE ’91), Toulouse(France) December 1991, pp.575-586 
Norihiko Suhara, Tsuyoshi Nakajima,Kenji Uehara 
 
(講演) 
プログラミングデータベース:SODA 
情報処理学会ソフトウェア工学研究会 SE-40-20，1985 年 2 月，pp.115-120 
中島毅，上原憲二，石川由美子，高野彰，春原猛 
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その他 
 
(講演) 
ソフトウェア開発用インタフェース:sif 
情報処理学会ソフトウェア工学研究会 SE-58-17, 1988 年 2 月，pp.131-138 
藤岡卓，中島毅，上原憲二，高野彰 
 
ソフトウェア開発用インタフェース sif における作業記述について 
情報処理学会ソフトウェア工学研究会 SE-64-21，1989 年 2 月，pp.161-168 
中島毅，藤岡卓，上原憲二，高野彰 
 
PPK 法:ソフトウェア設計プロセスの記録と分析の手法 
情報処理学会ソフトウェア工学研究会 SE-67-2，1989 年 7 月，pp.1-8 
中島毅，田村直樹，藤岡卓，上原憲二，高野彰 
 
ハイパテキストを用いた設計プロセス支援ツールの試作 
情報処理学会ソフトウェア工学研究会 SE-68-7，1989 年 9 月，pp.1-8 
田村直樹，中島毅，上原憲二 
 
ＪＳＰ法を用いた設計プロセスの記録と分析 
情報処理学会ソフトウェア工学研究会 SE71-4，1990 年 2 月，pp.25-32 
中島毅，田村直樹，上原憲二 
 
設計プロセス支援ツールにおける作業の記録、モニタリング、再利用 
情報処理学会ソフトウェア工学研究会 77-18，1991 年 2 月，pp.107-112 
田村直樹，中島毅，上原憲二 
 
グループ企業連携でのソフトウェア・プロセス改革 
プロジェクトマネジメント学会 2007 年度春季研究発表大会 2209 
吉田見岳，佐々木俊昌，渡辺晴彦，大野俊樹，近藤聖久，味岡学，藤山直樹，糸谷
友良 
 
(著作) 
ソフトウェア開発 
オーム社（情報処理学会編集），2003 年 
小泉寿男，辻秀一，吉田幸二，中島毅 
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