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Abstrakt 
Problematika popisovaná a řešená v této diplomové práci zapadá tématicky do oblasti testování 
číslicových obvodů. Jsou v ní vysvětleny základní pojmy jako spolehlivost, řiditelnost, 
pozorovatelnost a testovatelnost obvodu. Více rozepsány jsou jednotlivé techniky pro zvyšování 
spolehlivosti číslicových obvodů a je zde uveden také příklad metod zvyšujících testovatelnost 
obvodu i metody určující metriku, která udává, nakolik je daný obvod diagnostikovatelný.  
V práci je dále popsán formální model struktury číslicového obvodu, na který navazuje 
implementační část. V ní byl vytvořen programový prostředek, jehož hlavní funkcí je nalezení 
komponent, z nichž obvod sestává, a rozpoznání jejich funkce. Pro tyto obvodové prvky dále program 
vytváří kontrolní obvody, které sledují jejich správnou funkci. 
 
Abstract 
The topics described in this diploma thesis belong to the area of digital systems testability analysis. 
Basic concepts as dependability, controllability, observability and testability are explained. Methods 
of raising testability and dependability of digital circuits are mentioned including the metrics which 
allow to evaluate testability parameters. Furthermore, the thesis describes the formal model of digital 
systems which introduces the implementing part of the thesis. Within this part, a program tool is 
demonstrated, which allows to identify the components of digital circuits and their function. The 
other function of the program tool is to create control circuits that check the correct function of such 
digital circuits.     
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1 Úvod 
Se zvyšující se integrací a čím dál dokonalejším výrobním procesem roste i složitost číslicových 
obvodů. Je tedy stále obtížnější tyto obvody testovat a zjistit, zda se v průběhu jejich vývoje 
nezanesly do obvodu chyby.  Nicméně ani po výrobě a důkladném otestování nelze zaručit, že bude 
obvod správně fungovat po celou dobu jeho užívání. Může se v něm kdykoli vyskytnout porucha, 
která sníží nebo úplně ukončí funkčnost obvodu, přičemž doba bezporuchového provozu lze stanovit 
pouze odhadem zakládajícím se na hodnotách ukazatelů spolehlivosti obvodu, které jsou popsány v 
kapitole 2.2.1. Navíc jsou tyto ukazatele spolehlivosti vázány na dodržení provozních podmínek. 
Jejich opakované nedodržování vede k výraznému snížení životnosti obvodu.  
Musíme tedy konstatovat, že výskyt poruchy v obvodě je jevem, kterému nelze zabránit,        
a proto je třeba se snažit dopad poruchy na funkci obvodu minimalizovat. Pro tento účel vznikly 
techniky systémů odolných proti poruchám, které se snaží i po vzniku poruchy v obvodě zachovat 
jeho úplnou nebo alespoň částečnou funkčnost. Dosahují toho přidáním záložních prostředků, které se 
využijí k zamaskování případné poruchy. Rozhodnutí, na kterém obvodovém prvku došlo k poruše, je 
často na základě porovnávání hodnot funkčních jednotek, jako je tomu například u systému TMR, viz 
kapitola 2.2.2. Systém TMR je složen ze tří funkčních jednotek a porucha na jedné z nich je 
rozhodovacím členem lokalizována na základě odlišné hodnoty jedné z nich. Pokud se vyskytne 
porucha i na druhé funkční jednotce, rozhodovací člen již nedokáže určit, na které to bylo. Pokud 
bychom do takového systému TMR přidali kontrolní obvod, který je popsaný v této práci, mohl by 
rozhodovací člen přesně lokalizovat, na které funkční jednotce k poruše došlo a odpojit ji od výstupu 
systému.  
Využití kontrolních obvodů při tvorbě systémů odolných proti poruchám není jediný způsob 
jejich uplatnění. Další možné využití ukazuje tato diplomová práce, kdy nejprve zanalyzujeme 
číslicový obvod, který neobsahuje žádné diagnostické prostředky, a rozpoznáme prvky, ze kterých se 
skládá. Následně vybereme takové, které by bylo vhodné kontrolovat kontrolním obvodem a 
vytvoříme jej pro ně. Kontrolní obvody tedy mohou dodat do obvodu přídavnou diagnostickou 
informaci, která může napomoci tvořit spolehlivější číslicové obvody.  
1.1 Struktura diplomové práce 
Na začátku druhé kapitoly je uveden výčet situací, ve kterých dochází obvykle k zanesení chyb do 
obvodu, a zároveň jsou zde nastíněny techniky, které se pokouší jejich výskyt minimalizovat. Dále je 
vysvětlen pojem spolehlivost číslicových obvodů a jsou zde uvedeny jednotlivé techniky, které se 
k dosažení vyšší spolehlivosti používají. V závěru druhé kapitoly je uveden příklad praktického 
použití kontrolních obvodů pro zabezpečení vyšší spolehlivosti číslicového obvodu. 
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Třetí kapitola je věnována analýze testovatelnosti číslicových obvodů. Definuje základní pojmy 
jako je řiditelnost a pozorovatelnost obvodu a uvádí metody pro jejich zvýšení. Diagnostika obvodu 
se dá zvýšit například velmi rozšířenými technikami strukturovaného návrhu, jehož princip kapitola 
popisuje.  
 
Čtvrtá kapitola obsahuje příklad formálního modelu číslicového obvodu popisující jeho 
strukturu na úrovni meziregistrových přenosů. Je tu představen způsob, jak reprezentovat obvod 
pěticí množin a nabízí tak možnost vytvoření nástroje pro jednotný popis číslicových obvodů. 
 
V páté kapitole jsou shrnuty cíle diplomové práce a hlavní úkoly, kterých se bude snažit 
programová část dosáhnout. 
 
V šesté kapitole je představen způsob, jakým se dají vytvořit  kontrolní obvody, které sledují, 
zda funkčnost obvodových prvků je správná. U každého typu kontrolního obvodu jsou udány i 
výsledky, kolik zabírá prostředků při implementaci pomocí technologie FPGA.  
  
 Sedmá kapitola popisuje programovou část diplomové práce a ukazuje její logickou strukturu, 
která je zobrazena na obr 7.1. Na začátku kapitoly je stručně popsán vývoj programu na analýzu  
i-cest v číslicových systémech, který vznikl na Fakultě informačních technologií. Dále jsou pomocí 
vývojových diagramů a následného podrobnějšího vysvětlení popsány jednotlivé programy, ze 
kterých se programová část diplomové práce skládá. Ty mají několik výstupů. Jedním z nich je 
informační výstup, který informuje uživatele, z jakých prvků je obvod složen, a v přehledné formě 
přidává další doplňující informace.  
Dalším výstupem je formální popis, který obsahuje popis funkcí a parametrů vybraných 
obvodových prvků. První dvě části programového řešení tento popis ukládají do textového souboru, 
který pak slouží jako zdroj informací pro tvorbu kontrolních obvodů, které jsou popsány v kapitole 6.  
A konečně posledním výstupem je množina kontrolních obvodů, které byly k vybraným 
obvodovým prvkům vygenerovány. V příloze jsou ukázky typů kontrolních obvodů, které jsem 
vytvořil, a další doplňující informace.  
 
 Na konci úvodu diplomové práce se ještě zmíním, jaké kapitoly jsem převzal ze 
semestrálního projektu. Z druhé kapitoly to je pouze podkapitola 2.1. Zbytek kapitoly je napsán na 
základě [1]. Třetí kapitola je převzata celá a nepatrně rozšířena. Poslední převzatou kapitolou je 
kapitola čtvrtá, popisující formální model obvodu.   
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2 Spolehlivost číslicových obvodů 
Správná funkce obvodu může být narušena poruchami, které se do obvodu mohou zanést takřka 
v celém jeho životním cyklu. Na následujících řádkách je uveden v chronologickém pořadí výčet 
situací, kde se chyby mohou objevit. 
2.1 Vznik chyby v číslicovém obvodě 
Nejprve se mohou chyby v obvodě objevit již ve fázi návrhu. K odhalení chyb, kterých se návrhář 
dopustil během vývoje obvodu, vznikla disciplína zvaná verifikace návrhu. Má za úkol vyhledat a 
odstranit všechny nedostatky v návrhu obvodu, které mají nebo by mohly mít za následek jinou než 
požadovanou funkci obvodu. Například při návrhu obvodu v jazyce VHDL slouží k ověření funkce 
obvodu a správnosti jeho časových odezev na vstupní signály příkazový soubor, který se nazývá 
 testbench. Je to vlastně jakýsi virtuální testovací obvod, který je popsán ve VHDL a jeho úkolem je 
přivádět na vstupy navrženého simulovaného obvodu testovací signály. Zde se ověřuje, zda se 
simulovaný obvod chová tak, jak má. Pokud proběhla verifikace návrhu v pořádku, může se 
otestovaný obvod začít vyrábět nebo se případně začlenit do většího celku. 
 
Není však zaručeno, že ve fázi výroby nebudou zaneseny do obvodu neočekávané poruchy. 
Navíc je problém tuto událost odhalit, protože se porucha v běžném užívání výrobku nemusí projevit 
hned. Je ho tedy nutné znovu otestovat. Na detekce závad vzniklých při výrobě slouží disciplína 
nazývaná diagnostika. 
 
Dále se však mohou poruchy objevit i po výrobě, kdy je obvod již nějakou dobu v provozu. 
Tato skutečnost může vést k neočekávanému chování obvodu nebo také k jeho totálnímu selhání. Zde 
velmi závisí na povaze zařízení, ve kterém je chybný obvod vestavěn. Pokud se jedná o spotřební 
elektroniku, tak uživatel většinou volí výměnu zařízení za nové. Horší situace ale nastane tehdy, 
pokud je správná činnost tohoto zařízení z nějakého důvodu významná či nezastupitelná. Jedná se 
například o přístroj, na který je napojen nemocný člověk, nebo je obvod zabudován v sytému ABS 
v autě. Zde je veliké nebezpečí, že tato událost bude mít za následek ohrožení života. Na druhé straně 
jsou přístroje, kde porouchaný obvod nejde vyměnit nebo pouze za cenu obrovských nákladů. 
Typickým příkladem zde může být obvod, který je součástí většího celku vyslaného na družici do 
vesmíru. Zde je prakticky nemožné sjednat nápravu nebo jen za cenu astronomických nákladů (jako 
třeba bylo opravení Hubbleova teleskopu). 
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2.2  Spolehlivost  
Abychom minimalizovali pravděpodobnost vzniku poruchy po výrobě číslicového obvodu, musíme 
se zabývat studiem zásadního parametru, který tuto pravděpodobnost výrazně ovlivňuje. Tímto 
parametrem je spolehlivost. 
2.2.1 Definice spolehlivosti 
Spolehlivost je obecná vlastnost objektu (v našem případě číslicového obvodu) spočívající ve 
schopnosti plnit požadované funkce při zachování hodnot provozních ukazatelů v daných mezích a 
v čase podle stanovených technických podmínek [1]. 
Dále poznamenejme, že: 
• Spolehlivost je komplexní vlastnost, která může zahrnovat  např. bezporuchovost, životnost, 
udržovatelnost a skladovatelnost. 
• Technickými podmínkami se rozumí souhrn specifikací technických vlastností předepsaných 
pro požadovanou funkci objektu, dále způsoby jeho provozu, skladování, přepravy, údržby a 
opravy. 
• Provozní ukazatele pak jsou ukazatele produktivity, rychlosti, spotřeby elektrické energie 
apod. 
 
Porucha (angl. Fault) 
Je jev, spočívající v ukončení schopnosti výrobku plnit požadovanou funkci podle technických 
podmínek. 
 
Chyba (angl. Error) 
Je rozdíl mezi správnou a skutečnou hodnotou nějaké veličiny, zjištěný měřením nebo pozorováním. 
 
Chyba je tedy důsledkem nějaké poruchy, ale už neplatí, že se porucha musí projevit jako 
chyba. To v případě, že je poruchou zasažena část obvodu, která není momentálně používána.Výskyt 
chyby je jev čistě náhodný a tedy i spolehlivost výrobku, která s tímto jevem bezprostředně souvisí, 
nelze popsat konkrétní hodnotou. Namísto toho však můžeme vyhodnocovat tzv. ukazatele 
spolehlivosti. Jedná se například o intenzitu poruch, střední dobu do první poruchy (angl. MTTF- 
Mean Time To Failure), střední dobu mezi poruchami (angl. MTBF- Mean Time Between Failures ) 
apod. 
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2.2.2 Metody řízení spolehlivosti  
Parametr, který nejvíce ovlivňuje míru spolehlivosti číslicového obvodu je intenzita poruch.  
Metoda vedoucí ke snižování intenzity poruch se nazývá metoda předcházení poruchám. 
Kapitola 2.2.2 je napsána na základě [1].   
2.2.2.1 Předcházení poruchám (angl. Fault avoidance) 
Princip je založen na snaze co nejvíce eliminovat vznik poruchy v obvodě například cestou 
zvyšování kvality součástek, lepším návrhem apod. Spolu se snižováním pravděpodobnosti poruchy 
ale často roste výsledná cena výrobku a další zvyšování spolehlivosti pomocí této metody je často 
finančně neúnosné nebo dokonce technologicky nemožné. Proto je ve větší míře používána 
alternativní metoda tvorby systémů odolných proti poruchám.   
2.2.2.2 Systémy odolné proti poruchám (angl. Fault-tolerant system)  
Tato metoda vychází z konstatování, že poruchy v obvodě jsou jevem, kterému nelze zabránit. 
Metody uplatněné v systémech odolných proti poruchám dosahují vyšší spolehlivosti pomocí toho, že 
se poruchy nebudou projevovat na fungování obvodu, a pokud ano, tak jen ve zmenšené míře. 
Takovýto obvod je tedy schopen pokračovat v provádění své funkce i po výskytu poruchy. 
Samozřejmě, pokud je tato porucha závažná, je funkčnost systému nějakým způsobem snížena. Na 
rozdíl však od obvodů vyvíjených bez těchto technik, obvod stále funguje.    
 
Zde jsou uvedeny některé z technik pro tvorbu systémů odolných proti poruchám. 
 
Odolnosti proti poruchám lze dosáhnout použitím nadbytečných prostředků označovaných jako 
záloha. V některých zdrojích je použito pojmu redundance. Názvu redundance je použito, protože  
tyto prostředky by byly v obvodě zbytečné v případě, že by byla jistota bezporuchovosti obvodových 
prvků.   
2.2.2.3 Formy realizace zálohy 
Zálohu lze klasifikovat na základě několika kritérií. V následujícím textu popíši tato kritéria třídění 
typů zálohy:  
Použité prostředky 
Při realizaci zálohy používáme prostředky, které zahrnují následující zdroje. 
• Technické vybavení: Je nejpoužívanější formou realizace zálohy a je označováno jako 
obvodová nebo prostorová záloha. Záloha může být použita na různých úrovní 
implementace.  Na nižší úrovni například záložními součástkami nebo celými funkčními 
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bloky na úrovni systému. Typické pro tento typ realizace je růst nákladů, rozměrů systému a 
spotřeby elektrické energie. 
• Programové vybavení: Je tvořeno především diagnostickými programy provádějícími 
detekci a lokalizaci poruch. 
• Informace a čas: Tyto prostředky jsou důsledkem použití zálohy prostřednictvím 
programového nebo technického vybavení. Informační redundance je používána například  
při přenášení dat tam, kde je potřeba zabezpečit neměnnost a pravost dat, která jsou 
přenášena na vzdálenost pomocí sítě. K datům je přidána informace charakterizující 
přenášená data. Tato data zabezpečí naše požadavky na spolehlivý přenos, ale na druhé straně 
podstatně naroste i objem přenesených dat. Toto lze zlepšit použitím kompresních algoritmů, 
které pomáhají snížit objem přenášených dat. 
Stupeň využití zálohy v čase 
Definuje, jak je záložních prostředků použito v čase. Rozlišujeme dva typy zálohy a to statickou a 
dynamickou. O těchto technikách více pojednávají kapitoly 2.2.2.4 a 2.2.2.5. 
Vztah záložního a zálohovaného prvku 
Na základě vzájemného vztahu záložního a zálohovaného prvku můžeme zálohu dále třídit na 
konfigurační a funkční.  
• Konfigurační záloha: Jedná se o případ, kdy jsou zálohovaný prvek i všechny záložní  prvky 
stejného typu. V  případě poruchy je funkce převedena na další instanci porouchané 
komponenty, která před poruchou nebyla aktivní. Toto řešení je nejpoužívanější, protože stáčí 
vyrobit více stejných prvků a ty pak začlenit do obvodu.  
• Funkční záloha: K zálohovanému prvku přidáme záložní prvky, jejichž implementace je 
jiná, ale musí splňovat podmínku, že je jejich  funkce stejná nebo velice podobná. 
Funkce zálohy 
Hlavní funkcí zálohy v obvodě je zajišťování a zvyšování jeho odolnosti proti poruchám. Toho 
dosahuje několika různými způsoby. 
• Detekce poruch: Má při zajišťování odolnosti systému klíčový význam, protože systém je 
schopen správně reagovat pouze na ty poruchy, o nichž je informován. Během provozu 
systému jsme ale schopni zjistit teprve chybu, která v důsledku poruchy vznikla. K tomu se 
používají prostředky průběžné kontroly, jako jsou například bezpečnostní kódy nebo 
prostředky periodické kontroly, například hlídací časovač. 
• Maskování poruchy: Je použito v systémech, kdy se snažíme zaručit velkou odolnost 
systému proti poruchám. Porucha se při použití této techniky nemusí vůbec projevit. To 
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znamená, že nedojde k chybě na výstupu systému. Porucha se obvykle maskuje záložními 
obvody. 
• Zotavení po poruše: Zahrnuje všechny úkony, které je potřeba provést od okamžiku zjištění 
poruchy, do obnovení funkce systému. Zotavení je vlastně hlavním nástrojem odolnosti proti 
poruchám, a proto má určující význam pro kvalitu výsledného systému, přičemž zotavení 
může být do původní úrovně funkceschopnosti, do degradovaného stavu (funkce systému je 
navrácena částečně), nebo povede k bezpečnému ukončení funkce. 
2.2.2.4 Statická záloha  
Statická a dynamická záloha se odlišuje podle toho, do jaké míry jsou záložní prostředky využívány 
v čase. Statická záloha pracuje stále po celou dobu funkce systému a je trvale připojena na jeho 
vstupy a výstupy. Hlavní výhodou je schopnost maskovat poruchu tak, že se chyba neprojeví na 
výstupu systému. Mezi hlavní nevýhody patří vyšší spotřeba elektrické energie (záložní obvody 
pracují neustále), a také to, že se opotřebovávají stejně rychle jako prvek, jehož funkci jsou schopni 
zastoupit.  
Nejpoužívanější je konfigurační statická záloha, která je realizována přidáním stejných prvků 
k zálohovanému prvku. Jejich spojení je naznačeno na obr. 2.1. Statickou zálohu lze použít na 
různých úrovních abstrakce. Na úrovni součástek se již téměř nepoužívá a převažuje statická záloha 
na systémové úrovni. Nejpoužívanější variantou je spojení tří prvků označovaná jako třímodulová 
redundance nebo též systém TMR (angl. Triple Modular Redundant). 
Systém TMR 
Jak je vidět na obr. 2.1, tak je systém TMR složen ze tří stejných prvků, které současně provádějí 
stejné operace.  
 
Obr. 2.1: Schéma systému TMR 
Hodnota ze vstupu může být rozvedena na všechny tři funkční jednotky nebo může být každý vstup 
do funkčních jednotek nezávislý, ale musí obsahovat stejné hodnoty (například tři čidla měřící stejnou 
veličinu). Výstupem funkčních jednotek je jednobitová informace, která je přivedena na vstup 
majoritního logického členu M, který na svém výstupu generuje funkci f=f1f2+f2f3+f1f3. 
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Pokud má funkční jednotka výstup vícebitový, například osmi, musí se použít osm třívstupových 
majoritních členů, jejichž výstupy vytvoří osmibitový výstupní vektor. 
Jestliže se na jednom výstupu funkční jednotky objeví jiná hodnota než je na ostatních dvou, 
majoritní funkce ji dokáže zamaskovat. Zbylé dvě stejné hodnoty tedy „přehlasují“ tu chybnou a na 
výstupu systému se objeví správný vektor. Z toho plyne, že porucha na dvou funkčních jednotkách již 
vede k chybě. Na základě těchto skutečností můžeme odvodit vztah pro výpočet hodnot 
spolehlivostních ukazatelů systému TMR. Jedním z nejdůležitějších je pravděpodobnost 
bezporuchového provozu RTMR(t) systému TMR. Má-li každý modul pravděpodobnost 
bezporuchového provozu R(t), pak je vzorec roven: 
 
RTMR(t)= 3[R(t)]
2 – 2[R(t)]3 
Systém #MR 
Systém NMR vznikne spojením většího počtu stejných modulů než tří, jako tomu bylo u systému 
TMR.  
 
Obr. 2.2: Schéma systému NMR 
2.2.2.5 Dynamická záloha  
 
Dynamická záloha se začíná využívat tehdy, když je v systému detekována porucha. Připojuje se 
prostřednictvím přepínače, a proto je nazývána také jako záloha s přepínačem. 
Dynamickou zálohou dosáhneme vyšší hodnoty střední doby bezporuchového provozu a menší 
spotřeby elektrické energie než se statickou zálohou. Tyto výhody však platí pouze při použití 
nezatížené nebo odlehčené zálohy. Tyto pojmy vysvětluje následující text.  
Rozlišujeme tři základní režimy činnosti dynamické zálohy: 
• Aezatížený režim: Pokud je záložní prvek v době, kdy není používán, zcela odpojen od 
napájení, záloha se nazývá nezatížená. Tento režim zálohy nejlépe využívá výhod dynamické 
zálohy, protože systém jako celek má menší spotřebu elektrické energie a opotřebení 
záložního prvku je minimální. Použití tohoto režimu činnosti je ovšem nepřípustné 
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v systémech, kde časová prodleva při přechodu ze zálohovaného prvku na záložní by 
představovala kritický problém. Zde musíme použít zatížený režim činnosti zálohy, kde doba 
přepnutí zálohovaného a záložního prvku je menší. 
• Odlehčený režim: Pokud je záložní prvek v době, kdy není používán, zapnut se sníženým 
výkonem, tak se tento typ režimu činnosti zálohy nazývá odlehčený.  
• Zatížený režim: Záložní prvek pracuje na plný výkon, i když se jeho výstupy nepoužijí. 
Životnost zatížené zálohy je ovšem mnohem menší a zvýší se i spotřeba elektrické energie 
celého obvodu. 
Duplexní systém 
Tvorba duplexních systémů je dnes nejrozšířenější technikou v systémech odolných proti poruchám. 
Je to především proto, že dosahuje poměrně vysoký stupeň odolnosti proti poruchám a ještě 
nedochází k výraznému růstu nákladů. Nevýhodou však je, že vždy při tvorbě duplexních systémů je 
použita dynamická záloha a je tu tedy nebezpečí, že během přepínání ze základního na záložní prvek 
dojde k dočasnému výpadku signálu na výstupu systému. Pro detekci poruch se používají dvě hlavní 
metody: 
• Pravidelné srovnávání výsledků se záložním prvkem:  Tento způsob detekce chyb je 
používán v duplexních systémech, které používají zatížené zálohy.  
• Průběžná kontrola bezpečnostním kódem: Bezpečnostní kód se musí použít, jestliže je 
použita odlehčená nebo nezatížená záloha.  
 
 
Obr. 2.3: Duplexní systém 
V dnešních systémech se už tvorba duplexních systémů nepoužívá na úrovni součástek. To by 
bylo značně neefektivní vzhledem ke stupni integrace dnešních systémů, a i logika, jež rozhoduje, 
která ze dvou částí duplexního systému má správnou hodnotu, by byla v porovnání k těmto částem 
neúměrně veliká. Prvek nazvaný „řízení přepínače“ může být realizován různými způsoby. 
Může to být jednoduchý komparátor, který v určitých intervalech srovnává hodnoty na výstupech 
dvou procesorů, nebo program, který tyto hodnoty porovnává v paměti jednoho nebo obou procesorů. 
Při takovém porovnávání ale nemůžeme zjistit, který prvek způsobil chybu, a je nutné pro správné 
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nastavení přepínače získat ještě další informace například diagnostickým testem. Lepším způsobem 
pak je řídit přepínač průběžnou kontrolou správnosti funkce obou bloků pomocí bezpečnostních kódů. 
Ty umožňují okamžitě určit, který výsledek je správný a podle toho nastavit přepínač. Druhý způsob 
realizace řízení přepínače je konstrukčně  složitější, ale je používáno více než pouhé použití 
komparátoru. 
 
Jelikož je častější použití zatížené zálohy v duplexních systémech, dá se vzorec pravděpodobnosti   
bezporuchového provozu vyjádřit jako: 
 
RD(t)=1-[1-R(t)]2=2R(t)-[R(t)]2, 
 
kde R(t) je pravděpodobnost bezporuchového provozu jednoho bloku. 
Biduplexní systém  
Jestliže potřebujeme zajistit ještě menší pravděpodobnost výskytu poruchy v obvodě, použijeme 
biduplexní systém. Ten je označován i jako systém se zálohovanými dvojicemi. Biduplexní systém je 
tvořen dvěma duplexními podsystémy, které jsou s řízeným procesem spojeny prostřednictvím 
přepínače. Systém je tedy složen v příkladě na obr. 2.4 ze čtyř stejných procesorů řešících stejnou 
úlohu nad stejnými daty, avšak přepínač přivádí do řízené soustavy výsledky pouze z jednoho z nich. 
Ostatní bloky jsou tedy zatížená dynamická záloha. Srovnávací obvod každého z duplexních 
podsystémů dává přepínači informace o tom, zda příslušné dva bloky pracují stejně. Pokud se objeví 
nějaká neshoda v tom podsystému, který je momentálně napojen na řízený proces, přepínač jej odpojí 
a připojí druhý podsystém.  
 
Obr. 2.4: Duplexní systém 
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Hybridní záloha 
Hybridní záloha, jak již název napovídá, je kombinací zálohy statické a dynamické, přičemž se snaží 
zkombinovat jejich výhody. Statická záloha umožňuje maskovat chybu, ale  dokáže zaručit pouze 
omezenou životnost. Dynamická záloha na druhé straně dokáže zaručit delší životnost systému, ale 
vznik případné poruchy by se mohl projevit na výstupu systému. Nejpoužívanější typ hybridní zálohy 
se označuje zkratkou GMR (angl. General Modular Redundant). Ten je složen ze staticky 
zálohovaného podsystému NMR, jehož majoritní člen má nastavenou prahovou hodnotu M. Ta 
udává, kolik z trvale zatížených modulů musí pracovat správně, aby majoritní člen byl schopen 
zamaskovat chyby ostatních.  
Dá se tedy realizovat tak, že je k systému NMR připojeno S modulů, které tvoří dynamickou 
zálohu. Pokud jsou tyto moduly nezatížené, dosahují veliké životnosti, takže při jejich připojení na 
majoritní člen se předpokládá pravděpodobnost bezporuchového provozu přibližně rovna jedné. 
Jestliže dojde k poruše na nějakém podsystému NMR, dojde k jeho odpojení od majoritního členu a 
místo něj se připojí některý z modulů dynamické zálohy. Podstatné ovšem je, že toto přepojení může 
proběhnout během normální funkce systému, aniž by se objevila na výstupu systému chybná hodnota. 
Jestliže se vyskytne porucha v S modulech systému GMR, vyčerpá se postupně dynamická záloha a 
ze systému GMR se stane systém NMR.  
2.2.2.6 Využití kontrolních obvodů pro tvorbu systémů odolných proti poruchám 
 
Kontrolní obvody popsané v kapitole 6 přináší nové možnosti pro tvorbu systémů odolných proti 
poruchám. V technikách, popsaných v jednotlivých podkapitolách kapitoly 2.2.2, se používají funkční 
jednotky bez kontrolních mechanizmů, které by byly zaměřeny přímo na ně. Vždy byla porucha na 
nějaké funkční jednotce detekována jako rozdíl hodnot. Například u systému TMR byla rozdílná 
hodnota oproti zbylým dvěma označena za chybnou. Pokud bychom měli způsob, jak efektivněji 
zjistit poruchu na funkčních jednotkách, zvýšili bychom tak nejen spolehlivost celého číslicového 
systému, ale mohli bychom dosáhnout i zmenšení plochy potřebné pro implementaci obvodu. 
Způsob, který může tato zlepšení při vytváření spolehlivějších číslicových obvodů přinést, může být 
právě tvorba kontrolních obvodů, které by kontrolovaly přímo funkční jednotky. Jako příklad výše 
uvedených úvah je na obr. 2.5 znázorněna architektura TMR bez kontrolních obvodů a s použitím 
kontrolních obvodů. V pravé části obrázku je přítomnost kontrolních obvodů zobrazena pouze 
schématicky. Přesné zapojení kontrolních obvodů do systému TMR by bylo předmětem dalšího 
výzkumu, který je nad rámec této diplomové práce. 
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Obr. 2.5: Porovnání systému TMR s KO a systému TMR bez KO 
 
V případě klasického systému TMR, zobrazeném v levé části, je chyba na jedné funkční 
jednotce zjištěna majoritním logickým členem M a je zamaskována. Na výstup se tedy chyba 
nepřenese. Jestliže se ovšem porucha vyskytne i na jedné ze zbylých dvou funkčních jednotkách, 
chyba se již na výstup systému přenese, protože již rozhodovací systém není schopen rozpoznat, na 
které funkční jednotce porucha nastala. V případě systému TMR, ve kterém má každá funkční 
jednotka vlastní kontrolní obvod, je situace odlišná. Zde při vzniku poruchy na jedné funkční jednotce 
majoritní funkce zamaskuje poruchu a na výstup systému chyba nedojde. Kontrolní obvod v tomto 
případě může hrát pouze potvrzovací úlohu. Pokud se však vyskytne porucha i na druhé funkční 
jednotce, dojde v tomto případě také k zamaskování poruchy a na výstup chyba není přenesena. 
Kontrolní obvod totiž informuje rozhodovací jednotku, že právě na jeho funkční jednotce vznikla 
chyba. Na základě této informace ji rozhodovací člen odpojí a na výstup přenáší výsledky z funkční 
jednotky, kde porucha nevznikla.  
Z toho plyne další zjištění. Pomocí přidání kontrolních obvodů můžeme vytvářet systémy 
s podobnou hodnotou pravděpodobnosti vzniku poruchy, ale s menším počtem funkčních jednotek. 
Jestliže máme systém podobný architekturou TMR, ale je složen pouze ze dvou funkčních jednotek, 
tak dokáže rozhodovací logika zamaskovat vznik poruchy na jedné z nich. Má tedy podobné 
vlastnosti jako klasické systémy TMR, i když se skládá pouze ze dvou funkčních jednotek.  
Zjevnou nevýhodou ovšem je, že samotný kontrolní obvod zabírá jisté množství prostředků, 
viz kapitola 6. Dále také může vzniknout porucha v samotném kontrolním obvodu, a tato skutečnost 
klade vyšší nároky na logiku rozhodovacího prvku. Pokud bychom uvažovali příklad architektury 
systémů TMR, tak v případě klasického systému TMR by majoritní funkce měla tvar f=f1f2+f2f3+f1f3. 
V případě systému TMR s kontrolními obvody by se musely zohlednit také výsledky z nich 
přicházející.  
Kontrolní obvody tedy vnáší do tvorby systémů odolných proti poruchám důležitou 
diagnostickou informaci a to lokalizaci poruchy. Rozhodnutí, zda použít funkční jednotky spojené 
s kontrolními obvody nebo raději více funkčních jednotek, bude záležet na povaze obvodového 
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prvku. Dále také na tom, zda budeme obvod syntetizovat na čip FPGA nebo s pomocí jiné 
technologie.  
Jak vyplývá z výsledků kapitoly 6, tak by se jevilo jako výhodné použití kontrolních obvodů 
například pro prvky typu čítač. Zvláště pokud by se jednalo o čítač s nastavovacím vstupem, který 
vyžaduje při implementaci v technologii FPGA poměrně hodně prostředků, viz kapitola 6. 
Pro některé obvodové prvky, jako je například sčítačka, je tvorba kontrolních obvodů značně 
neefektivní a proto pro tyto prvky musí být použit klasický způsob spojení více funkčních jednotek a 
následné hlasování, na které jednotce vznikla porucha. 
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3 Analýza a zlepšení testovatelnosti 
číslicového obvodu 
V této kapitole budou popsány metody pro analýzu číslicových obvodů, stejně tak nástin technik pro 
zlepšení jejich testovatelnosti. Předně bude ale nutné definovat některé pojmy potřebné v dalším 
výkladu: 
 
Řiditelnost uzlu 
Je schopnost nastavit přes primární vstupy logickou hodnotu signálu v tomto uzlu na konkrétní 
požadovanou hodnotu. [3]. 
 
Pozorovatelnost uzlu 
Vyjadřuje schopnost přečíst (pozorovat, sledovat) hodnotu logického signálu v tomto uzlu na 
primárních výstupech obvodu [3].  
 
Primární vstup 
Jedná se například v případě desky o konektor, v případě čipu o pin. Je to místo, kam vkládáme 
testovací data pro otestování některé části obvodu [3]. 
 
Primární výstup 
Na rozdíl od primárního vstupu jde o místo, kde snímáme odezvy na testovací data [3]. 
 
Nyní se tedy zaměřme na to, jaké jsou možnosti pro rozpoznání chyb v obvodě po jeho 
vyrobení. Dříve, při nižší složitosti obvodu, bylo možné se zabývat možnostmi testování až po 
výrobě. To dnes již však není s vyspělým stupněm integrace možné a musíme se problémem zvýšení 
testovatelnosti obvodu zabývat ještě před vyrobením výrobku. Musíme tedy provést analýzu 
testovatelnosti obvodu již mnohem dříve a zabezpečit dostatečnou podporu pro testování.  
S tím je spojeno několik různých problémů. Například najít způsob, jak vygenerovat data, která 
obvod otestují přes jeho primární vstupy. Dalším a mnohdy závažnějším problémem je, jak přes 
primární vstupy obvodu přenést tato diagnostická data až k testovanému prvku, který může být ukrytý 
hluboko v celém obvodu. S tím souvisí i problém, jak snímat odezvy z testovaného prvku. Tedy 
přenést je až na primární výstupy a zde je sejmout. 
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3.1 Metody zvyšující řiditelnost a pozorovatelnost 
obvodu 
Řiditelnost a pozorovatelnost obvodu jsou tedy klíčové parametry pro zaručení dobré testovatelnosti 
obvodu. Níže jsou uvedeny dvě metody, které testovatelnost zvyšují.   
3.1.1 Vkládání testovacích bodů  
Dříve používanou metodou, jak zvýšit možnosti testování obvodu, byla technika vkládaní 
testovacích bodů. Ty byly dvojího druhu: řídicí body a pozorovací body. Pokud je v obvodě prvek, 
který není řiditelný/pozorovatelný, je do obvodu vložen řídicí bod, resp.  pozorovací bod. Jedná se o 
přidání dalšího prvku do obvodu tak, aby tento prvek byl spojený s primárním vstupem, pokud 
chceme zajistit řiditelnost obvodu. Nebo je tento nový prvek spojený s primárním výstupem, čímž se 
zajistí pozorovatelnost prvku.  
Novým prvkem může být například jen vodič, který funguje jako propojka. Pokud je obvod 
v testovacím režimu, tak je tato propojka rozpojena a je možné z ní číst hodnoty a také do ní hodnoty 
vložit. Tím se zajistí, že je tento testovací bod plně řiditelný a pozorovatelný [3]. 
3.1.2 Metody strukturovaného návrhu 
Pokud se podíváme na strukturu klasického obvodu, tak je složen ze dvou částí. Stav obvodu je 
odražen v binárních hodnotách uložených v jeho paměťových prvcích. Samotná funkce je pak 
realizována v kombinační logice. Velká část dnešních obvodů je sekvenčního charakteru. To 
znamená, že na výstupu obvodu jsou hodnoty, které odpovídají datům na vstupu, a zároveň i tomu, 
v jakém stavu obvod byl.  
Takovýto obvod může být testován tak, že se aplikují testovací data na jeho primární vstupy a 
sejmou se odezvy na primárních výstupech. Testovací data musí být vygenerována s použitím 
generátoru testu pro sekvenční obvody. Tyto generátory jsou však velice složité a pro některé obvody 
těžko realizovatelné. Je tedy výhodné pomocí metod strukturovaného návrhu oddělit sekvenční část 
obvodu (paměťové prvky) od kombinační části (kombinační logika). 
To umožní použít generátor testu pro kombinační obvody a výrazně se tak zjednoduší testování 
obvodu. To, co bylo největším problémem u generátorů testů pro sekvenční obvod, tedy nastavení 
obvodu do konkrétního stavu, se realizuje přidáním prvků, které dokáží tyto paměťové prvky nastavit.  
Nejpoužívanější metodou je LSSD [3]. 
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3.1.2.1 LSSD (Level Sensitive Scan Design) 
 
Metoda LSSD začala být používána již v 80. letech a vznikla celá řada rozšíření, která jsou na ní 
založena. Základním prvkem je shift register latch (záchytný klopný obvod). Je složen ze dvou 
klopných obvodů typu r-s. Ty jsou zapojeny jako řídicí a řízený (viz obrázek 3.1). 
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Obr. 3.1: Vnitřní zapojení klopného obvodu SRL 
 
Metoda LSSD pracuje ve dvou režimech: 
 
F režim  
V tomto případě jednotlivé srl vytvářejí registr s možností paralelního vstupu. Na vstupy d jsou 
připojeny výstupy kombinační logické sítě; vložení nové kombinace do registru je podmíněno 
generováním synchronizačního pulsu c [3]. 
 
T režim 
V tomto režimu vytvářejí srl posuvný registr s možností přímého sériového vstupu (sdi - scan data in) 
a výstupu (sdo - scan data out). Funkční jsou vstupy i (data) a a, b (synchronizační pulsy). Posuvný 
registr je ovládán dvoufázově, čímž se vyloučí možné hazardy při posuvu informace přes posuvný 
registr [3]. 
3.1.2.2 Metoda RAS (Random Access Scan) 
Metoda RAS pochází od firmy Fujitsu a dovoluje přidáním nového prvku do číslicového obvodu číst 
jeho obsah a zapisovat nový stav do jednotlivých vnitřních paměťových členů. Všechny vnitřní 
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paměťové členy jsou zde zapojeny na pomocnou diagnostickou sběrnici. Jejich přístup ke sběrnici je 
zajišťován přídavnými adresovými dekodéry, které jsou aktivovanými pouze v diagnostickém režimu 
[3].  
3.2 Analýza testovatelnosti číslicového obvodu 
Abychom byli schopni přesněji odhadnout, nakolik je daný obvod nebo i vnitřní uzel obvodu 
pozorovatelný a řiditelný, byly zavedeny metody, jako jsou například CoPS nebo SATAN. 
Tyto metody nám dovolují konkrétním způsobem vytvořit metriku (globální funkci), která nám 
udává, nakolik je obvod jako celek diagnostikovatelný. To nám umožní po dosažení jakýchkoliv 
změn v obvodu znovu zanalyzovat obvod a zhodnotit, zda provedené změny přispěly k lepší 
řiditelnosti/pozorovatelnosti obvodu či nikoliv.  
 
3.2.1 Metoda CoPS (Cost-based Partial Scan) 
Metoda pracuje na úrovni hradel. Jak již název napovídá, je CoPS založena na výpočtu nákladů 
vzniklých při implementaci metody částečný scan. Pro každý vodič se vypočítá cena detekovatelnosti 
poruchy zohledňující tři aspekty: cenu řiditelnosti, sekvenční hloubku a cenu pozorovatelnosti. 
 
Cena řiditelnosti 
Cena řiditelnosti vodiče v pro hodnotu h označenou rh(v), je počítána jako minimální počet 
synchronizačních pulsů potřebných pro nastavení logické hodnoty h na vodiči v [3]. 
 
Sekvenční hloubka 
Sekvenční hloubka vodiče v pro hodnotu h označená sh(v) je dána počtem klopných obvodů, které 
jsou součástí cesty c mezi v a primárním výstupem po, kde c je nejkratší cesta pro přenos hodnoty 
hh / (tzn. informace o poruše v diagnostice označovaná symbolem D) z vodiče v na po (h je logická 
hodnota na vodiči  v  v obvodě bez poruchy a h  je logická hodnota na vodiči v v obvodě s poruchou) 
[3]. 
 
Cena pozorovatelnosti 
Předpokládejme, že c je nejkratší cesta z vodiče v na primární výstup po, po níž je možné přenášet 
informaci o poruše na po. Cena pozorovatelnosti vodiče v pro logickou hodnotu h označená ph(v) je 
představována maximální cenou řiditelnosti na zajištění přenosu informace o poruše přes cestu c [3]. 
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3.2.2 Metoda SATAA (System Automatic Testability AAalysis) 
 
Jako příklad metody, pracující na vyšší úrovni abstrakce, na úrovni popisu chování, je zde uvedena 
metoda SATAN [5]. Dnešní složitost číslicových obvodů je již tak veliká, že jejich návrh na úrovni 
hradel začal být příliš náročný a neefektivní. Proto se již navrhují obvody převážně na úrovni 
meziregistrových přenosů nebo přímo na úrovni chování. A právě pro analýzu obvodu navrhovaného 
na úrovni chování vznikla tato metoda. Na druhé straně je však nevýhodou, že je analýza prováděna 
ještě před koncem vysokoúrovňové syntézy a chybí jí tedy strukturální informace o obvodě. 
 
Metoda SATAN analyzuje testovatelnost a generuje funkční testy. Je založena na přenosu 
informací obvodem a jeho modelem je graf složený z uzlů a hran. 
Uzly grafu představují vstupy, výstupy a také moduly obvodu. Hrany reprezentují různé režimy 
přenosu informace v grafu. Tok informací má počátek na primárním vstupu obvodu a přes moduly 
obvodu protéká na své primární výstupy, přičemž moduly obvodu ho určitým způsobem pozmění. 
Také je zde definována matice pokrytí. Ta definuje pro každý modul, jaké toky dat  jím protékají. 
 
Analýza testovatelnosti se skládá z těchto kroků [5]: 
• definování toků v analyzované části, 
• ohodnocení testovatelnosti různých komponent, 
• strukturování testu do sekvence toků podle zvolené strategie testování a 
• ohodnocení kvality zvolené sekvence z pohledu diagnostiky. 
 
Cílem je hledat všechny funkcionální aktivace na úrovni celého obvodu z pohledu jednotlivých 
komponent v různých tocích. Funkcionální aktivací je myšleno provádění jedné z funkcí obvodu, 
které obvod vykonává. Pak se tedy celková testovatelnost obvodu vypočítá na základě odhadu hodnot 
řiditelnosti a pozorovatelnosti komponent v různých tocích [5]. 
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4 Formální model obvodu 
V této kapitole je uveden příklad formálního modelu struktury obvodu na úrovni meziregistrových 
přenosů, který je použit jako výchozí bod programové části diplomové práce. Text celé kapitoly jsem 
převzal z [4], který vytvořil v návaznosti na [3] formální model struktury číslicového obvodu na 
úrovni RT. Tento model využívá multiplexovaných datových cest. 
Model je definován pěticí množin a vyjadřuje staticky strukturu obvodu. K tomu se přidávají 
zobrazení určující chování prvků a další vztahy. Tento způsob reprezentace obvodu dobře vystihuje 
strukturu popisu skutečných obvodů tak, jak se v praxi používá, např. formou jazyků pro popis 
obvodů.  
 
Definice 4.1: 
Uspořádaná pětice UUA=(E, P, C , PI, PO) vyjadřuje model struktury číslicového obvodu na úrovni 
meziregistrových přenosů (RT). Význam jednotlivých množin je tento: 
 
E je množina obvodových prvků, 
P je množina jejich bran (vstupů a výstupů), 
C je množina spojů mezi branami prvků obvodu, 
PI je množina primárních vstupů obvodu a 
PO je množina primárních výstupů obvodu. 
 
Způsobů, jak modelovat primární brány v obvodu je několik. V diplomové práci budeme 
uvažovat, že  primární brány se považují za výlučné entity v rámci obvodu. Jsou to entity, které jsou 
zdrojem, resp. cílem zpracovávaných dat. Tento způsob tak dobře vyjadřuje hierarchii celého 
systému, kterého je testovaný obvod UUA součástí. Vždyť i na celý testovaný obvod UUA lze 
pohlížet jako na prvek nějakého většího celku, na prvek, o kterém je známo jeho chování vyjádřené 
v tomto případě chováním struktury jeho prvků z množiny E propojených prostřednictvím svých bran 
P spoji z množiny C, tedy na prvek se strukturou (E, P, C) a branami (PI, PO). Stejně tak každý prvek 
E obvodu UUA může být pro další analýzu dekomponován na svou strukturu a na své (při pohledu na 
strukturu prvku primární) brány.  
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Definice 4.2: 
Množinu obvodových prvků E lze rozdělit do těchto podmnožin: 
 
E = (R ∪ MX ∪ FU), kde: 
R je množina registrů, 
FU je množina funkčních jednotek a 
MX je množina multiplexorů. 
 
Oddělují se zde prvky se sekvenčním charakterem (registry) od prvků s charakterem 
kombinačním (funkční jednotky a multiplexory). Multiplexory mají mezi kombinačními prvky 
význačnou roli, spočívající v tom, že jednotlivé prvky propojují a zajišťují přenos dat mezi nimi. 
Rozdělení množiny obvodových prvků do těchto tří tříd má význam pro analýzu testovatelnosti a 
odráží se v něm principy strukturovaného návrhu. Zatímco v množině registrů R jsou sdruženy prvky, 
mající charakter paměťových prvků, které pak celému obvodu dávají sekvenční charakter (čistě 
kombinační obvod pak bude mít množinu R prázdnou), množiny FU a MX pokrývají zbytek obvodu, 
tj. kombinační sítě. Prvky MX slouží spíše při toku dat obvodem (přesně v duchu pravidel syntézy 
obvodů na úrovni RT s využitím multiplexovaných datových cest), prvky z množiny FU data 
zpravidla nějakým způsobem transformují, provádějí s nimi vhodné operace, jsou nositeli funkce 
celého obvodu. Tím ale není vyloučeno jejich využití k transportu diagnostických dat.  
 
Definice 4.3: 
P je množina bran prvků, kterou lze rozdělit na tři podmnožiny: 
 
P = (IN ∪ OUT ∪ CI), kde: 
IN je množina vstupních datových bran, 
OUT je množina výstupních datových bran a 
CI je množina řídicích a synchronizačních vstupů. 
 
Množina P je, jak říká definice 3.1, množinou všech bran všech prvků v obvodě. Pro popis struktury 
obvodu je vlastně brána daleko významnějším pojmem než prvek. Tyto dva pojmy jsou spolu sice 
úzce svázány (jak bude řečeno dále, v definici 3.4), ale je-li vzata do důsledku struktura obvodu, je to 
právě propojení bran spoji, které vytváří strukturu obvodu. Hovořit o propojení prvků je sice také 
možné, ale pro účely analýzy struktury jde o příliš hrubý pohled. Vždyť každý prvek má několik bran, 
často ne jen jednu ale více vstupních a výstupních. 
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Příklad 4.1: 
Jsou-li například v obvodě UUA dva dvouvstupové multiplexory (dva takové, jaký je na obrázku 4.1) 
{MX1, MX2} ⊂ E se dvěma datovými vstupy a a b, datovým výstupem y a jedním přepínacím 
(adresovým) vstupem sel, tedy {aMX1, aMX2, bMX1, bMX2, yMX1, yMX2, selMX1, selMX2} ⊆ P (pro každou 
instanci, která se v obvodě vyskytuje, budou v množině P čtyři nové prvky), pak bude jistě { aMX1, 
aMX2, bMX1, bMX2} ⊆ I#, {yMX1, yMX2} ⊆ OUT a {selMX1, selMX2} ⊆ CI. 
 
Obr. 4.1: Dvouvstupový multiplexor 
Definice 4.4: 
Nechť existuje funkce: 
 
ψ : E → 2P, 
 
která přiřazuje množinu bran obvodovému prvku: 
(1) ψ(e) = {p| p je brána prvku e}.  
(2) Funkce ψ je definována pro všechny prvky z množiny E. 
(3) Musí platit, že e1 ≠ e2 ⇔ ψ(e1) ∩ψ(e2) = ∅. 
 
Funkce ψ tvoří vazbu mezi množinou prvků a množinou bran. Tato funkce určuje, která brána 
z množiny bran přísluší kterému prvku. Z fyzikálního významu funkce ψ plyne nutnost podmínky (2) 
a podmínky (3). Podmínka (2) zajišťuje, že v obvodě se nevyskytne prvek, u kterého by nebylo 
možné říci, zda má nějakou bránu a jakou, podmínka (3) říká, že každý prvek z množiny P je funkcí 
ψ vázán k jedinému (obvodovému) prvku e ∈ E. 
 
Příklad 4.2: 
Pro dvouvstupové multiplexory z příkladu 4.1 a obrázku 4.1 bude ψ(MX1) = {a MX1, b MX1, y 
MX1, sel MX1} a ψ(MX2) = {a MX2, b MX2, y MX2, sel MX2}. 
 
 
 
 
y
b
a
sel
MX
 24 
Definice 4.5: 
C je množina spojů: 
C ⊂  (PI ∪ P) x (PO ∪ P). 
 
Jde vlastně o binární relaci v množině bran P a též mezi primárními vstupy a branami prvků a 
branami prvků a primárními výstupy, obsahuje uspořádané dvojice bran, mezi kterými existuje 
v obvodě spoj. 
 
Prvek množiny C reprezentuje tedy formální model galvanického obvodového spoje několika 
bodů v obvodě. Při analýze struktury modelovaného obvodu jde přitom zpravidla o vyšetření, zda 
existuje spoj mezi dvěma body v obvodě. Proto byla zvolena forma binární relace, která může 
jednoznačně dát na takovou otázku odpověď. Fyzicky ovšem může nastat situace (a také v běžných 
obvodech často nastává), kdy jsou mezi sebou navzájem propojeny více než dva body v obvodě. Pak 
je logické, že všechny tyto body jsou spolu (vždy po dvojicích) navzájem v relaci. Lze též říci, že v 
jediném okamžiku mají všechny tyto body (a též spoj) stejnou hodnotu. Množina bodů obvodu, které 
jsou navzájem galvanicky propojeny spojem (jsou v relaci C), se bude dále nazývat uzel. 
 
Definice 4.6: 
Množina V⊂ (P ∪ PI ∪ PO)  se nazývá uzel, jestliže ∀ p1, p2 ∈ V : (p1, p2) ∈ C. 
 
Blíže je model popsán v [4].  
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5 Cíle diplomové práce 
Cílem diplomové práce je analýza číslicového obvodu a následné vytipování takových obvodových 
prvků, pro které budou vytvořeny kontrolní obvody.  
Dle třetího bodu zadání bude vytvořena metodika analýzy číslicového systému, pomocí které 
budou rozpoznány jednotlivé obvodové prvky, ze kterých je daný obvod složen. Jako základ pro 
analýzu obvodu bude použit program pro analýzu i-cest, který vznikl na Fakultě informačních 
technologií. Ten ovšem obvodové prvky dělí pouze na tři typy. Prvním typem je množina všech 
registrů R, ve které jsou sdruženy prvky mající paměťový charakter. Druhým typem je množina 
multiplexorů, která slouží k řízení toku dat, a třetím typem je množina funkčních jednotek. Prvky 
tohoto typu zpravidla data nějak transformují. Toto rozdělení pro analýzu i-cest postačuje. Nahlíží na 
obvodové prvky do jisté míry jako na černé skříňky a nezabývá se jejich sémantikou. Bude tedy nutné 
k množinám definovaným ve formálním modelu [4] přidat další, které třídí obvodové prvky podle 
jejich typu. Přidány budou množiny obsahující například všechny multiplexory, čítače apod.  
Jestliže zjistíme, jakého typu prvky jsou, můžeme je dále rozdělit do dvou skupin. První 
skupina bude obsahovat prvky, které by bylo vhodné kontrolovat kontrolním obvodem. Jsou to 
takové prvky, ke kterým lze vytvořit kontrolní obvod, který rozpozná existenci poruchy v 
kontrolovaném  prvku, a zároveň nebude požadovat pro svou implementaci výrazně větší množství 
prostředků, než požaduje obvodový prvek,  který kontroluje. Do druhé skupiny pak patří takové typy 
obvodových prvků, ke kterým by bylo vytváření kontrolních obvodů značně neefektivní a pro 
zaručení vyšší spolehlivosti obvodu by bylo vhodnější je zdvojit.  
 Po dohodě s vedoucím diplomové práce jsme se rozhodli rozšířit třetí bod zadání. Jestliže 
v obvodě nalezneme prvky, ke kterým by bylo vhodné generovat kontrolní obvody, tak je pro ně i 
vytvoříme. Princip jejich tvorby je uveden v kapitole 6.  
Podle čtvrtého bodu zadání diplomové práce se pak budu zabývat analýzou behaviorálního 
popisu číslicových komponent a tvorbou formálního popisu funkcí, které budou kontrolovány 
kontrolním obvodem, přičemž formální popis funkcí nebudu tvořit jen na základě informací z analýzy 
behaviorálního kódu, ale bude to jakýsi spojovací bod třetího a čtvrtého bodu zadání, viz schéma 7.1. 
Spojím zde tedy jak informace ze strukturálního popisu číslicových komponentů, tak i 
z behaviorálního, a vytvořím tak úplný popis číslicových komponent, ve kterém jsou všechny 
informace potřebné pro tvorbu kontrolních obvodů. Kontrolní obvody pak mohou být použity 
k lokalizaci poruchy a mohou tak výrazným způsobem přispět ke zvýšení spolehlivosti číslicových 
obvodů. 
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6 Přehled jednotlivých obvodových 
prvků a jejich kontrolních obvodů 
Po dohodě s vedoucím diplomové práce, jsme se rozhodli rozšířit třetí bod zadání o generování 
kontrolních obvodů k vybraným prvkům, které přineslo výsledky popsané v této kapitole. Kontrolní 
obvody (dále jen KO) budeme generovat k takovým obvodovým prvkům, kde velikost KO nebude 
výrazně větší než obvod, který kontrolují. Toho se mi podařilo dosáhnout u obvodových prvků typu 
čítač, dekodér a multiplexor. Dále jsou zde rozpracovány případy, kdy na sebe v obvodě prvek typu 
čítač a dekodér bezprostředně navazují a je možné pro ně generovat pouze jeden KO. Součástí 
diplomové práce je i knihovna KO pro různé typy obvodových prvků a různé bitové šířky jejich 
vstupů, která se nachází na přibaleném CD. Ukázka těchto KO je uvedena i v příloze diplomové 
práce.    
6.1 Čítač 
Základní funkcí čítače je, že při každém impulzu hodinového signálu inkrementuje svoji hodnotu. 
Mějme například 3-bitový čítač, který čítá nahoru. Jeho výstupní hodnota nabývá postupně hodnot 
v pořadí, jaké je naznačeno na obr. 6.1. 
 
 
 
Obr. 6.1 Grafické znázornění stavů čítače 
 
Stav čítače je tedy reprezentován hodnotou výstupního signálu. Při každém impulzu 
hodinového signálu změní stav a postupně tak prochází celým cyklem stavů. Jestliže čítá v binárním 
kódu, tak je počet stavů roven 2x pro x, které reprezentuje bitovou šířku čítače.  Čítače však mohou 
být i dekadické, které čítají s cyklem M=10. 
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Často je potřeba čítač vynulovat nebo nastavit na konkrétní hodnotu. Pro vynulování se používá 
nulovací signál (v dalším textu bude označen jako signál RST). Je to jednobitový vstupní signál, který 
nastaví hodnotu logická nula na výstup. K vložení požadované hodnoty slouží jednobitový 
nastavovací signál (v dalším textu bude označen jako signál SET).   
Asynchronní nulování a nastavení hodnoty je u čítače poměrně intuitivní, je to reakce na 
nějakou událost, která přichází většinou asynchronně. Jak však ukazují příklady [7], tak i synchronní  
verze jsou poměrně časté. Musíme se tedy zabývat oběma variantami. 
 
 
Kontrolní obvod k obvodovému prvku typu čítač 
 
Mějme modelovou situaci. V obvodu je čítač a chceme zajistit kontrolní mechanizmy, které by 
odhalily jeho chybnou funkci. Toho dosáhneme přidáním KO, který bude snímat hodnoty jeho 
výstupů a v případě vzniku poruchy nastaví výstupní signál ERR na hodnotu logické jedničky. První 
čítač, který se bude analyzovat, je jednoduchý čítač, jehož vstupy jsou: 
 
CLK: hodinový vstup, 
RST: synchronní reset, nulovací vstup, 
E8: povolovací vstup.  
 
Druhý čítač bude reprezentovat třídu složitějších čítačů. Jeho vstupy jsou: 
 
CLK: hodinový vstup, 
RST: asynchronní reset, nulovací vstup, 
E8: povolovací vstup, 
DI8: datový vstup pro nastavení hodnoty čítače, 
SET: asynchronní set, nastavení hodnoty z datového vstupu DI8. 
 
Mé řešení je založeno na porovnávání signálů, které reprezentují stav čítače (viz obr. 6.1).  
KO obsahuje tři signály: 
Signál SCOM (Signal COMpare) 
Signál je použit k porovnávání současné hodnoty, která je na výstupu čítače a předpokládané 
hodnoty, která by na něm měla být.  
Signál SLST (Signal LaST ) 
Obsahuje hodnotu minulého stavu čítače. Slouží k detekci přetečení čítače, kdy se minulá hodnota 
musí rovnat hodnotě signálu SMAX.  
 28 
Signál SMAX (Signal MAXimum) 
Je nositelem maximální hodnoty čítače.  Např. pro čtyřbitový čítač: “1111“. 
 
Jestliže se čítač nachází ve stavu reprezentovaném hodnotou “010“, pak je hodnota těchto signálů 
následující: SCOM=“010“,  SLST=“001“, SMAX=“111“. 
 
Pro asynchronní variantu jsou přidány ještě další dva signály: 
Signál wRST (warningRST)  
Signál wSET (warningSET) 
 
Tyto signály slouží jako upozornění, že mezi minulou a současnou náběžnou hranou 
hodinového signálu byl nastaven signál SET nebo RESET. To nám umožní použít synchronní verzi 
KO (KO pro synchronní čítač viz příloha), který si pamatuje asynchronní události.  
 
Princip KO 
KO je tedy založen na porovnávání signálů. Při normálním průběhu stavů čítače (viz obr 6.1) je tedy 
nejčastěji porovnávána současná hodnota čítače s jeho předpokládanou hodnotou, která je uložena 
v SCOM. 
Dále si můžeme povšimnout, že registr SCOM obsahuje primitivní čítač, který inkrementuje 
jeho hodnotu vždy o jedna. Jak je však vidět z výsledků počtu slice, který KO zabírá v technologii 
FPGA, tak není implementace miničítače nějak výrazně prostorově náročná. 
V případě představitele první skupiny čítačů (tedy základní čítač, pouze s nulovacím vstupem RST) je 
KO zhruba dvakrát větší.  Zajímavá situace je v případě zástupce třídy složitějších čítačů. Zde KO 
k čítači zabírá stejné množství zdrojů nebo dokonce méně. Tato situace nastává pro čítače, které mají 
vstup SET i datový vstup DIN. Všechny následující tabulky obsahující výsledky počtu slice, které 
KO nebo obvodový prvek zabírá. Implementace proběhla na platformě Virtex5 - XC5VLX50T. 
Tab. 6.1 obsahuje výsledky implementace jednoduššího čítače popsaného na začátku této kapitoly. V 
tab. 6.2 pak jsou uvedeny výsledky implementace čítače s nastavovacím vstupem.  
 
Poměr počtu bitů/počet slice 
Počet bitů 4 8 16 32 
Čítač 2 4 7 11 
KO 2 8 14 24 
 
Tab. 6.1: Pro čítač se vstupy RST, CLK, EN 
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Poměr počtu bitů/počet slice 
Počet bitů 4 8 16 32 
Čítač 4 9 25 71 
KO 6 13 21 44 
 
Tab. 6.2: Pro čítač se vstupy RST, CLK, EN, SET, datový vstup DIN 
6.2 Dekodér 
Funkcí dekodéru je převod binárního kódu na kód 1 z N. To znamená, že je vždy pouze na jednom 
výstupu aktivní stav, přičemž značení aktivního stavu může být dvojím způsobem.  
 
Typy dekodéru  
One-hot 
Všechny bity na výstupu mají hodnotu “0“. Pouze aktivní bit má hodnotu “1“. 
One-cold 
Všechny bity na výstupu mají hodnotu “1“. Pouze aktivní bit má hodnotu “0“. 
 
Bit, který bude aktivní, vybírá binární číslo o x bitech na vstupu dekodéru. Tento vstup je často 
označen jako ADR. Tedy nese adresu bitu, který bude aktivní.  
V tabulkách 6.3 a 6.4 je vidět, že počet možných kombinací pozic aktivního bitu je roven číslu 2x.
 
ADR Y 
00 0001 
01 0010 
10 0100 
11 1000 
 
         Tab. 6.3: Dekodéru typu one-hot 
 
ADR       Y 
00 1110 
01 1101 
10 1011 
11 0111 
 
          Tab. 6.4: Dekodéru typu one-cold 
 
Další vlastnosti: 
Velmi často je k dekodéru přidán i povolovací vstup EN, kterým lze jeho výstupy uvést do 
neaktivního stavu, kdy na výstupu bude hodnota skládající se ze samých nul, popř. jedniček. Dekodér 
se často používá například pro výběr jednoho z několika obvodů, které budou adresovány, tzv. „Chip 
select“.  
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Kontrolní obvod k obvodovému prvku typu dekodér 
 
KO pracuje na principu porovnávání hodnoty na výstupním signálu Y dekodéru a na vstupním signálu 
ADR tak, aby jejich kombinace nebyla v rozporu s platnými hodnotami dekodéru. Výsledky, kolik 
zabírá slice na čipu KO ve srovnání s dekodérem, který kontroluje, jsou v následující tabulce. 
 
Poměr počtu výstupů /počet slice 
Počet výstupů 4 8 8 16 
Dekodér 2 9 5 9 
KO 1 13 5 9 
 
Tab. 6.5: Výsledky implementace KO pro dekodér 
6.3 Multiplexor 
Multiplexor je obvod, který na svůj datový výstup přeposílá hodnotu z jednoho svého datového 
vstupu. Ze kterého to bude, je vybráno na základě hodnoty adresového vstupu SEL. Vše znázorňuje 
tato tabulka: 
 
A B C D SEL Y 
0011 1010 1100 1001 00 0011 
0011 1010 1100 1001 01 1010 
0011 1010 1100 1001 10 1100 
0011 1010 1100 1001 11 1001 
 
Tab. 6.6: Multiplexor 1 ze 4 
 
Datové vstupy jsou A, B, C, D a hodnota jednoho z nich je přeposílána na výstup Y na základě 
hodnoty SEL. Datové vstupy mohou být pouze 1-bitové nebo může být každý vstup reprezentován 
skupinou vodičů o bitové šířce x. 
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Kontrolní obvod k obvodovému prvku multiplexor  
 
Pokud se podíváme na implementaci KO v technologii FPGA, tak zjistíme, že jádrem KO je 
řada komparátorů, které porovnávají datové vstupy A,B,C,D s datovým výstupem Y. Pokud je 
nalezena shoda, tak je ještě zkontrolována hodnota adresového vstupu SEL, zda odpovídá výběru.  
Výsledky, kolik zabírá slice na čipu KO ve srovnání s multiplexorem, který kontroluje, jsou v 
následující tabulce. 
Poměr počtu vstupů /počet slice 
Počet výstupů 4 8 16 
Multiplexor 4 7 24 
KO 10 13 35 
 
Tab. 6.7: Výsledky implementace KO pro multiplexor 
6.4 Multiplexor – upravená verze 
Jelikož je KO pro multiplexor poměrně náročný na množství zabraných prostředků, vyvinul jsem 
techniku, kdy jednoduchou úpravou samotného multiplexoru dosáhneme toho, že KO, který ho 
kontroluje bude zabírat pouze 1 slice na čipu FPGA i pro velké multiplexory. Nevýhodou je ovšem 
nutnost změny samotného multiplexou. Zapojení s KO je následující: 
 
 
Obr. 6.2: Zapojení upraveného multiplexoru a KO 
 
Vysvětlení: 
Mějme do multiplexoru připojeny osmibitové datové vstupy A, B, C a D. Dále je hodnota signálu 
SEL nastavena na hodnotu “00“. Tedy multiplexor na svůj výstup Y má vložit hodnotu z datového 
vstupu A. Pro příklad uvažujme, že datový vstup A má hodnotu “10101011“. 
V běžném multiplexoru je toto implementováno takto: 
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case SEL is 
   when "00" => Y <= A; 
     when "01" => Y <= B; 
     when "10" => Y <= C; 
     when "11" => Y <= D; 
 
Má změna spočívá v tom, že se vstup A neposílá rovnou na výstup multiplexoru, ale uloží se 
do (pro tento účel přidaného) signálu new. Navíc se do signálu new přidá ke vstupu A konkatenací i 
signál SEL: 
case SEL is 
      when "00" => new <= A&SEL; 
      when "01" => new <= B&SEL; 
      when "10" => new <= C&SEL; 
      when "11" => new <= D&SEL; 
 
Nový signál má tedy velikost rovnu součtu bitové šířky vstupu A a SEL.  
Pro A="10101011" a SEL="00" má tedy signál new hodnotu "1010101100". 
 
Výstupy multiplexoru 
Multiplexor má dva výstupy, do kterých přiřadíme hodnotu ze signálu new takto: 
 
   Ynew <= new (1 downto 0); 
   Y <= new (9 downto 2); 
 
Výstup Y tedy obsahuje pouze hodnotu vstupu A. Po odebrání spodních dvou bitů je to 
standardní výstup multiplexoru, který posíláme dále do obvodu. Výstup Ynew obsahuje pouze 
hodnotu, v tomto případě "00", která v sobě kóduje to, že byl vybrán vstup A. Pokud by byl vybrán 
vstup B, tak by jeho hodnota byla "01" atd. To však stačí kontrolnímu obvodu, který tento signál 
porovná se vstupem SEL, k tomu, aby rozhodl, zda multiplexor pracuje správně. 
Výsledky: 
Poměr počtu vstupů/počet slice 
Počet vstupů 4 8 
upravený MX 5 7 
KO 1 1 
 
Tab.6.8: Výsledky implementace KO pro multiplexor (jeho upravené verze) 
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6.5 Kombinace prvků typu čítač a dekodér 
Jestliže se v obvodě nachází dvojice prvků typu čítač a dekodér, kde výstup čítače je vstupem 
dekodéru, tak je nasnadě otázka, zda by nebylo efektivnější udělat pouze jeden KO pro tuto dvojici 
prvků a ne pro každý zvlášť. Z tabulky níže vidíme, že v případě dvojice čítač-dekodér tomu tak 
skutečně je. Je zde zaznamenán příklad, kdy takto máme spojený čítač s dekodérem, který má 4,8, 
resp. 16 výstupů.  
 
Princip KO 
Princip je podobný konečnému automatu, i když jeho implementace ve VHDL je odlišná, viz příloha. 
KO vychází z předpokladu, že dvojice čítač-dekodér prochází postupně všechny stavy podobně jako u 
čítače na obr. 6.1. Na rozdíl od čítače však bude mít počáteční stav pro dekodér se čtyřmi výstupy 
hodnotu “0001“. Dalšími stavy pak budou “0010“, “0100“ a “1000“. 
Hlídáme tedy, jaká byla minulá hodnota, přičemž ta současná musí odpovídat hodnotě 
následujícího stavu konečného automatu. Pokud tomu tak není a nebyl aktivní RESET, tak obvod 
nepracuje správně a je generována chyba. Kolik zabírá implementace KO dvojice čítač-dekodér slice 
je ukázáno v tab. 6.9. 
Poměr počtu vstupů/počet slice 
Počet vstupů 4 8 16 
čítač+dekodér 4 7 11 
KO celé dvojice 2 2 4 
KO (CAT+DEC) 1+3=4 2+5=7 2+9=11 
 
Tab.6.9: Výsledky implementace KO pro dvojici čítač-dekodér 
6.6 Kombinace prvků typu čítač a multiplexor 
Tato kombinace je často používána kupříkladu při serializaci paralelního proudu dat. Jestliže máme  
osmi bitový datový tok a chceme jej přenést přes sériovou linku, musíme jej serializovat. Jedním ze 
způsobů je použití multiplexoru 1 z 8, před kterým je tříbitový čítač. 
 
Výsledek opět připomíná konečný automat. V tomto případě bychom měli konečný automat o 
osmi stavech, kde by se na výstupu multiplexoru postupně střídaly hodnoty A, B, C, D, E, F, G a H.  
Výsledky implementace dvojice čítač-multiplexor však již nejsou tak optimistické jako v případě 
čítače a dekodéru. Je to převážně způsobené tím, že výstup multiplexoru musíme porovnávat se všemi 
datovými vstupy pomocí komparátorů, které jsou prostorově náročné.  
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Na rozdíl od použití jediného KO pro dvojici čítač-dekodér se použití jediného KO u dvojice 
čítač-multiplexor příliš nevyplatí. 
Poměr počtu vstupů/počet slice 
Počet vstupů 4 8 16 
čítač+multiplexor 6 9 26 
KO celé dvojice 7 18 37 
KO (CNT+MX) 1+10=11 2+13=15 2+35=37 
 
Tab.6.10: Výsledky implementace KO pro dvojici čítač-multiplexor 
6.7 Jiný příklad řešení kontrolního obvodu 
Jiný příklad řešení tvorby KO pro čítač je popsán v [9]. Princip je založen na konečném automatu. 
Vychází z předpokladu, že čítání čítače je vlastně přechod mezi stavy konečného automatu. Pro 
přechod do dalšího stavu se musí splnit některá z přechodových podmínek, které jsou platné pro tento 
stav. Pokud se takováto podmínka nalezne, automat přejde do jiného stavu. Přechodová funkce může 
mít například tento tvar. 
 
Ve stavu 2 (odpovídající hodnotě čítače “0010“) je definována přechodová funkce 
následovně. Přejdi do stavu 3 (odpovídající hodnotě čítače “0011“) pokud: 
Q = “0011“ (což je aktuální hodnota v čítači) AND RST=´0´ AND CE=´1´ AND SET=´0´. 
 
Tato metoda má dobré výsledky pro menší čítače, kde počet stavů automatu není veliký. Je 
tedy zajímavou možností pro jednodušší čítače, kde moje metoda přináší  horší výsledky. Při větším 
množství stavů je však již složitost KO vyšší. Výsledky tvorby KO pomocí konečných automatů jsou 
následující: 
Poměr počtu vstupů/počet slice 
Počet bitů 8 16 32 
Čítač 4 7 11 
KO - FSM 15 34 79 
KO - Moje řešení 8 14 24 
 
Tab 6.11: Pro čítač se vstupy RST, CLK, EN 
 
Dále byla tato metoda vylepšena rozdělením jednoho konečného automatu do několika menších a tím 
bylo dosaženo poměrně výrazného zlepšení výsledků.  
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Poměr počtu vstupů/počet slice 
Počet bitů 8 16 32 
Čítač 4 7 11 
KO - Segment FSM 11 23 45 
KO - Moje řešení 8 14 24 
 
Tab 6.12: Pro čítač se vstupy RST, CLK, EN, SET, datový vstup DIN. 
6.8 Ukázka funkce KO pro multiplexor 
Při vytváření KO bylo nutné simulovat chybnou funkci obvodového prvku, aby bylo možné 
naprogramovat KO tak, že okamžitě informuje o vzniku chyby. K tomuto účelu jsem vytvořil pro 
každý typ prvku, ke kterému je KO vytvářen, testovací soubor testbench v programu ModelSim. Tyto 
testovací soubory jsou přiloženy na CD v adresáři TESTBE8CH u jednotlivých typů obvodových 
prvků. Postup pro spuštění testu je následující: 
• V programu ModelSim vybrat v nabídce příkaz „založit nový projekt“.  
• V následujícím okně kliknout na „přidat existující soubory“ a označit zdrojové kódy 
v adresáři TESTBE8CH. Ve stejném okně je ještě potřeba zatrhnout možnost „copy to project 
directory“. 
• Otevře se projekt, kde je již možné zkompilovat soubory. V souboru testbench se nutné se 
podívat, jak je nazvána entita. Ta je pak uvedena v záložce library-work. V případě 
multiplexoru je její název například testbech_mx. Dvojklikem na ni se spustí simulace. 
• Pravým tlačítkem myši se po kliknutí na uua otevře v novém okně nabídka, kde zadáme „add 
to wave“. 
• Běh simulace postačí zadat pro multiplexor a dekodér 300 ns, pro otestování čítače asi 2000 
ns, protože je u čítače testovací program daleko delší.  
• Po zmenšení je vidět stejný časový průběh jako je na obr. 6.3. 
 
Na časovém průběhu vidíme jednotlivé signály multiplexoru, které nabývají různých hodnot. Je 
zde zastoupen i povolovací vstup EN, který v multiplexoru nemá příliš smysl, ale KO na něj reagovat 
umí. Signál sel vybírá na základě své hodnoty na výstup y hodnotu z datového vstupu a, b, c nebo d. 
Signál err informující o vzniku chyby je implicitně nastaven na hodnotu logické nuly. Jakmile se 
vyskytne chyba, změní se hodnota signálu err na hodnotu logické jedničky. Aby se dalo reagovat i na 
další chyby, tak se hodnota signálu vrátí opět do hodnoty logické nuly při opětovné správné funkci 
obvodového prvku.  
 
 36 
 
 
 
Obr 6.3: Ukázka reakcí KO na poruchy multiplexoru  
Příklad chyb z časového průběhu 
• V čase 40 ns měla být na výstupu hodnota “00000100“. Místo ní je tam hodnota 
“00000001“, což je chyba.  
• V čase 60 ns je na výstupu hodnota, která není na žádném z datových vstupů. 
• V čase 80 ns  je vybrána správná hodnota, ale povolovací signál EN má hodnotu logické 
nuly. Na výstupu by tedy měla být hodnota “00000000“. Zde předpokládám, že 
povolovací vstup EN má stejnou funkci jako u dekodéru, kterou je přiřazení hodnoty 
“00000000“ na výstup multiplexoru. Je tedy generována chyba. 
 37 
• V čase 80 ns  je generována chyba, protože má být na výstupu hodnota z datového vstupu 
a a ne z datového vstupu c.  V čase 100 ns však na vstup a tato hodnota dojde a 
multiplexor již funguje bezchybně.   
• V čase 120 ns je při hodnotě logická nula povolovacího signálu EN správně hodnota 
výstupu “00000000“. 
Příklad multiplexoru jsem zde uvedl, protože je jeho testovací soubor poměrně jednoduchý. U 
čítače je generováno větší množství různých typů chyb.  KO čítače musí reagovat na: 
• Synchronní a asynchronní nulování. 
• Synchronní a asynchronní nastavování. 
• Hodnoty povolovacího vstupu EN. 
• Kontrolovat posloupnost hodnot. 
Příklad testovacího souboru pro čítač je na přibaleném CD. 
Dalším krokem při tvorbě KO bylo zjištění kolik prostředků vyžadují pro svojí implementaci.  
K tomu byl použil program Xilinx ISE design suite ve verzi 10.1. Každý typ KO jsem upravil do 
několika variant lišících se počtem bitů, na které čítač čítá nebo v případě multiplexoru, kolik 
datových vstupů má apod. Pak byla každá varianta pomocí Xilinx ISE implementována na čip a 
nashromážděné výsledky jsem zapsal do tabulek, které se nachází v jednotlivých podkapitolách 
kapitoly 6. Pro implementaci byla vybrána platforma FPGA s typem procesoru Virtex5 - XC5VLX50T. 
Příklad výstupu implementace multiplexoru se čtyřmi vstupy je na obr. 6.4. 
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Obr.6.4: Výsledek implementace multiplexoru na čip FPGA 
 
V horním levém rohu jsou informace o názvech projektu, testovaného KO a čipu, na který 
byla provedena implementace. Níže jsou pak uvedeny implementační detaily, z niž nejpodstatnější je 
v oddílu „Slice Logic Distribution“ řádek „Number od occupied Slices“. Právě tento počet slice, které 
KO při implementaci obsadí, je uveden ve všech tabulkách v kapitole 6.  
6.9 Shrnutí dosažených výsledků při tvorbě KO 
Vytváření KO byl dlouhodobý proces, kterému předcházela potřebná studijní část. Měl povahu 
základního výzkumu, v kterém jsem dosáhl i výsledků, které byly pro daný problém nepřijatelné, a 
zde jsou uvedeny pouze ty postupy, které měly při řešení stejného problému lepší výsledky. 
Pro výše uvedené obvodové prvky se mi podařilo vytvořit KO, které sledují jejich funkci. Pro 
některé KO (kontrolující čítače s nastavovacím vstupem) jsou prostředky k jejich implementaci menší 
než pro samotný obvodový prvek. Pro některé prvky jsou přibližně stejné a pro některé dvojnásobně 
větší.  Způsob jakým KO reaguje na případnou poruchu kontrolovaného prvku je odsimulován 
pomocí programu Modelsim a testovací soubory testbench simulující chybnou funkci jednotlivých 
obvodových prvků jsou přiloženy na CD.  
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7 Vysvětlení a popis programové části 
diplomové práce  
 
Jako vstupní bod mých programů jsem použil program pro analýzu i-cest, který vznikl na Fakultě 
informačních technologií. Tento program se již vyvíjí řadu let a několikrát se změnil způsob jeho 
překladu do spustitelných souborů. Proto je v kapitole 7.1 zmíněn jeho vývoj a v kapitole 7.3.3 
návod, jak program přeložit. 
7.1 Stručný vývoj programu 
Původně existoval převodník „vhdl2parts.exe“, který je popsán v [3]. Jeho vstupem byl obvod 
popsaný v jazyce VHDL a výstupem strukturální popis ve vlastním formátu, který je definován v [3]. 
Tento VHDL parser však nebyl příliš robustní, a proto jej přeprogramoval Ing. Škarvada, který 
vylepšil jeho vlastnosti pro převod VHDL kódu do formátu založeném na [3]. Dalším krokem byl 
převod [3] do výstupního souboru RUZ definovaném v [4]. Program, který toto dělá, byl vytvořen 
Ing. Škarvadou v rámci diplomové práce [5]. Je postaven na formálním modelu struktury číslicového 
obvodu na úrovni meziregistrových přenosů využívajících multiplexovaných datových cest [4].  
 
Výstupem diplomové práce [5] je tedy soubor RUZ obsahující jednotlivé množiny popisující 
daný obvod, které jsou vytvořeny na základě formálního modelu popsaného v kapitole 4. Pro zvýšení 
použitelnosti RUZ souborů v navazujících pracích dále vytvořil Ing. Škarvada program, který 
množiny RUZ souborů vkládá do datových typů STL knihovny jazyka C++, kde se s nimi již může 
snadněji manipulovat například pomocí iterátorů. Tento způsob manipulace se souborem RUZ 
využívám v prvním programu. 
7.2 Popis jednotlivých programů 
Programová část diplomové práce je rozdělena na tři samostatné programy, které na sebe 
logicky navazují. Každý program bude vysvětlen s použitím vývojového diagramu a dodatečných 
informací. Jak na sebe programy navazují je graficky znázorněno v kapitole 7.3. 
 
7.2.1 Program pro analýzu obvodu 
Vstup: Formální model Ing. Růžičky reprezentovaný souborem RUZ. 
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Výstup: Neúplný formální popis funkcí obvodových prvků, který byl vytvořen na základě analýzy a 
rozšíření souboru RUZ.  
Vývojový diagram 
 
 
Obr. 7.1: Vývojový diagram programu pro analýzu obvodu 
Popis programu 
Metoda Rozdel zjistí, jaké prvky se v obvodě nachází a rozdělí je do množin podle jejich 
typu. Rozpoznání obvodových prvků probíhá na základě analýzy jmen jejich typů. Například prvek 
typu multiplexor bude rozpoznán jako multiplexor, jestliže bude jeho typ (resp. jméno jeho 
komponenty ve VHDL) začínat na:  "mu", "MU", "mx" nebo "MX". Rozlišují se první dvě písmena, 
přičemž zbytek může být libovolný. Je tu tedy jisté omezení nebo lépe řečeno musí se dodržovat 
zásady, jak typy prvků pojmenovávat. Toto omezení by však nemělo mít dopad na uživatelnost 
programu, protože při vytváření knihovny prvků by jména měla o prvcích již něco vypovídat. Jméno 
konkrétního obvodového prvku se již samozřejmě může jmenovat libovolně. Pokud by se jméno typu 
prvku jmenovalo jinak, ale mělo by v celé knihovně stejné označení (např. citac1, citac25, citacP), tak 
se dá jednoduše název typu doplnit v metodě Rozdel. Řádek: 
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string counter[]={ "CN", "cn", "CO", "co" }; 
by se změnil na: 
string counter[]={ "CN", "cn", "CO", "co", "CI", "ci"  }; 
Po rozpoznání typu prvku jej program uloží do odpovídajících množin. Všechny multiplexory budou 
v nově vytvořené množině MX, všechny dekodéry v množině DEC apod. Metody definované níže je 
již tedy mají k dispozici a mohou s nimi pracovat stejně jako s ostatními množinami definovanými ve 
formálním modelu RUZ.  
Metoda SlozeniObvodu vytiskne do informačního výstupu výpis s rozdělením obvodu do 
dvou skupin.V první skupině budou ty prvky, pro které budeme vytvářet kontrolní obvody. Ve druhé 
pak ty, pro které by to bylo neefektivní. 
Metoda ZjistiParametryMX nalezne parametry pro každý prvek typu multiplexor a zapíše je 
na obrazovku i do tvořícího se formálního popisu. Zde je také význam jednotlivých řídicích vstupů 
získán na základě jejich jména. Pokud bude knihovna prvků používat standardní názvy řídicích 
vstupů, tak jak je definuje norma VHDL, nebude mít program problém s jejich rozpoznáním. 
Metoda ZjistiParametryDEC a metoda ZjistiParametryC8T má totožný význam jako metoda 
ZjistiParametryMX. Jejich funkce jsou pouze upraveny pro jiný typ prvku. 
Metoda ZjistiDvojice najde v obvodě dvojici prvků typu čítač a dekodér, které na sebe 
navazují. Lze pak pro ně vytvořit pouze jeden kontrolní obvod a ušetřit tak prostředky při jejich 
implementaci. Zda je v obvodě čítač, jehož datový výstup je napojený přímo na adresový vstup 
dekodéru, je zjištěno pomocí čísel bran prvků, získaných ve funkci ZjistiParametryC8T a  
ZjistiParametryDEC. V těchto funkcích jsou zjištěny všechny dvojice takovýchto potencionálních 
spojení, a zda jsou na sebe opravdu v obvodě přímo napojeny je zjištěno analýzou množiny C 
v souboru RUZ. 
Metoda VlozDolar vloží znak dolaru na poslední řádek formálního popisu, jakmile program 
prošel všechny množiny prvků a vytvořil pro ně řádek ve formálním popisu. Ten slouží jako 
ukončovací znak pro druhý program, který jednotlivé řádky formálního popisu opět prochází, aby se 
doplnil o chybějící informace.  
7.2.2 Program pro vytvoření úplného formálního popisu 
Vstup: Neúplný formální popis vzniklý jako výstup programu analýzy obvodu. 
Výstup: Úplný formální popis funkcí prvků číslicového obvodu, který vznikl z neúplného formálního 
popisu doplněním informací získaných analýzou zdrojového kódu jednotlivých obvodových prvků, 
zapsaného behaviorálně v jazyce VHDL. 
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Vývojový diagram 
 
Obr. 7.2: Vývojový diagram programu pro vytvoření úplného formálního popisu 
Popis programu 
Funkce 8actiRadek načítá postupně jednotlivé řádky formálního popisu, které odpovídají 
jednomu obvodovému prvku. Do příslušných proměnných programu se uloží hodnoty jeho parametrů, 
které z řádku načte. Podle prvního parametru dále zjistí, jakého typu prvek je. Zavolá pro něj 
příslušnou funkci, která podle jména komponenty prvku nalezne v adresáři programu jeho 
behaviorální zápis ve VHDL a pokusí se z něj doplnit zbylé informace. Načítání řádku probíhá tak 
dlouho, dokud není načten znak dolaru.  
 Funkce ZjistiDEC je zavolána, jestliže je načten řádek začínající heslem „DEC“. Tak první 
program označil všechny formální popisy dekodérů, viz formální popis v kapitole 7.3.2. U tohoto 
typu prvku musíme zjistit, zda je typu one-hot nebo one-cold, viz kapitola 6.2. Postup je takový, že 
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nejprve vyčteme, kolik výstupů dekodér má. V případě, že by byl typu one-hot, který by měl osm 
výstupů a první z nich by byl aktivní, pak bude jeho výstup obsahovat hodnotu „00000001“. V tomto 
příkladě bychom zjistili, že má tedy osm výstupů a vygenerovali bychom posloupnost sedmi nul. 
Pokud je dekodér opravdu typu one-hot, pak se v jeho behaviorálním zápise musí vyskytovat tato 
posloupnost. Pokud ne, tak v něm najdeme posloupnost sedmi jedniček, která značí, že je dekodér 
typu one-cold.  
Funkce ZjistiCNT je zavolána pro všechny řádky formálního popisu čítače. Zde toho musíme 
zjistit podstatně více než u dekodéru. Nejprve, zda čítá nahoru nebo dolů. To zjistíme tak, že budeme 
v behaviorálním popisu čítače hledat znak ´+´ nebo znak ´-´.  Dále musíme rozhodnout, zda je jeho 
nastavovací vstup, popř. nulovací vstup asynchronní nebo synchronní. Jestliže se podíváme na 
zdrojový kód čítače se synchronním a asynchronním nulovacím vstupem, zjistíme, že se liší v pozici 
umístění podmínky „IF (RST=´1´...)“ a podmínky „IF (CLK´event...)“. Tedy vyčíslíme umístění 
podmínky nulovacího vstupu a podmínky vstupu hodinového ve zdrojovém kódu komponenty. Tyto 
hodnoty uložíme do proměnných a porovnáme. Jestliže je hodnota proměnné nulovací podmínky  
nižší než hodnota proměnné hodinové podmínky, tak je zřejmé, že daný nulovací vstup je 
asynchronní.  
Funkce ZjistiMX je zavolána pro všechny prvky typu multiplexor. Zde již vše potřebné pro 
tvorbu kontrolního obvodu známe z neúplného formálního popisu. Pro mutliplexory tedy analýzu 
jejich behaviorálního zápisu neprovádíme.    
7.2.3 Program pro tvorbu kontrolních obvodů 
Vstup: Úplný formální popis vytvořený jako výstup předchozího  programu.l 
Výstup: Kontrolní obvody k jednotlivým prvkům, uložené ve formě textových souborů, obsahujících 
behaviorálně zapsaný VHDL kód. 
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Vývojový diagram 
 
Obr. 7.3: Vývojový diagram programu pro vytvoření kontrolních obvodů 
Popis programu 
Třetí program načítá po řádku již úplný formální popis a vytváří na jeho základě jednotlivé 
kontrolní obvody. Začíná podobně jako druhý program, kdy načítáme řádky formálního popisu, 
dokud nenarazíme na znak dolaru, který značí, že již všechny prvky byly načteny. Po načtení řádku 
uložíme jeho parametry, kterých je v úplném popisu již více, do proměnných. Podle typu prvku se 
zavolají funkce SestavKontrolniObvodDEC, SestavKontrolniObvodMX, popřípadě funkce pro 
sestaveni kontrolního obvodu pro čítač. Zde se rozhodne, zda bude zavolána synchronní nebo 
asynchronní verze. Pokud je alespoň jeden z nulovacího nebo nastavovacího vstupu asynchronní, pak 
se zavolá funkce SestavKontrolniObvodAsynchronniC8T, pokud ne, tak bude zavolána funkce 
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SestavKontrolniObvodSynchronniC8T. Kontrolní obvod se pro všechny typy prvků generuje jako 
stavebnice, kdy postupně tvoříme jednotlivé řádky kódu. Některé řádky jsou značně variabilní a je je 
potřeba tvořit jako řetězce znaků, které se generují podle různých pravidel.  
Funkce SestavKontrolniObvodDEC je poměrně jednoduchá, kdy musíme pouze rozlišovat, 
jakého typu dekodér je. Podrobné implementační detaily jsou uvedeny v komentářích ve zdrojovém 
souboru.  
Funkce SestavKontrolniObvodMX  je pro všechny mutliplexory shodná. Pouze se liší 
v bitových šířkách jednotlivých vstupů a výstupu, jejichž hodnota se zjistí z formálního popisu.  
Funkce SestavKontrolniObvodSynchronniC8T je zavolána pro všechny synchronní čítače a 
generuje pro ně na základě jejich vstupů kontrolní obvody. Rozlišujeme, zda má čítač nastavovací 
vstup, nulovací, popřípadě povolovací vstup.  Pro asynchronní čítače je zavolána funkce 
SestavKontrolniObvodAsynchronniC8T, která pracuje na stejných principech, i když kód, který 
generuje, se od synchronní verze liší, viz příloha. 
 
7.2.4 Analýza obvodu 
 
Dále poznamenejme, že analýza číslicového obvodu, která je v těchto programech prováděna, by se 
dala rozdělit do dvou částí: 
1. Analýza číslicového systému popsaného strukturálně v jazyce VHDL, respektive analýza 
množin formálního modelu, které na základě takovéto analýzy vznikly. 
 
Analýza strukturálního popisu číslicového obvodu je složena především z: 
• Nalezení a přehledné vypsání všech obvodových prvků. 
• Je provedena jejich analýza a jsou vybrány ty prvky, které by bylo vhodné kontrolovat 
pomocí KO. 
• Tyto prvky jsou zaneseny do formálního popisu obvodových prvků (viz obr. 7.4). 
• Na základě analýzy je také vytvořen informační výstup obsahující základní  informace o 
obvodě.  
• Dále jsou v obvodu vyhledány dvojice prvků typu čítač-dekodér a informace o nich jsou opět 
uloženy do formálního popisu. 
Tento bod významově odpovídá třetímu bodu zadání diplomové práce. 
 
2. Analýza behaviorálního popisu číslicové komponenty v jazyce VHDL 
 
Jelikož některé informace pro tvorbu kontrolního obvodu nám jsou např. u čítače ve strukturálním 
popisu skryty, musíme se zabývat i analýzou behaviorálního popisu těchto komponent a získat z ní 
chybějící informace pro tvorbu KO. Musíme z ní rozpoznat její funkci (např. zda čítač čítá nahoru 
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nebo dolů). Tato analýza je ukázána u dekodéru a čítače, kde tento problém s neúplnou informací 
nastává. Tento bod významově odpovídá čtvrtému bodu zadání diplomové práce. 
7.3 Schéma programové části 
Strukturu programové části diplomové práce ukazuje obr. 7.4. 
 
 
 
 
 
 
 
 
 
 
 
 
  
Obr 7.4: Struktura programové části diplomové práce 
7.3.1 Popis jednotlivých fází  
 
1.: Pomocí programu založeném na formálním modelu [4], jehož výstup jsem rozšířil o další 
množiny, jsem získal seznam všech obvodových prvků. Postup jejich získání je popsán v kapitole 
7.2.1. Tyto prvky program následně rozdělí do dvou skupin. V první skupině jsou prvky typu čítač, 
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dekodér a multiplexor, pro které program vytvoří  KO. Pro ostatní prvky, přiřazené do druhé 
množiny, program KO vytvářet nebude.  
 
2.:  Nad daty získanými v bodě 1 je provedena analýza, která má dva výstupy: 
 
a) Informační výstup 
Jedná se o textový soubor, který obsahuje informace typu: 
• Jaké má obvod primární vstupy a výstupy. 
• Z jakých prvků je obvod složen. Je zde i rozdělení, pro které prvky jsme schopni vytvořit KO 
(resp. má smysl pro ně KO vytvořit) a pro které ne.  
• Dále je zde přehledný výpis vstupů a výstupu prvků, pro které bude vytvořen KO. 
• U každého takovéhoto prvku je uvedena i informace, v jaké formě bude uložen ve  
       formálním popisu. 
 
b) Formální popis 
Tento textový soubor obsahuje popis funkcí obvodových prvků, přičemž jsem se zde snažil o 
maximální stručnost. Zatímco informační výstup je určen pro uživatele, který si z něj udělá představu 
o složení a vlastnostech obvodu, formální popis je určen pouze jako vstup pro další program, který 
z něj bude generovat KO. Proto je každý obvodový prvek, pro který bude vytvořen KO, uložen na 
jeden řádek. Neúplný formální popis je uložen v souboru neuplnypopis.txt. Význam jeho jednotlivých 
řádků je vysvětlen v kapitole 7.3.2. 
 
Zde končí činnost prvního programu. Jeho výsledkem je tedy vytvoření formálního popisu 
funkcí obvodových prvků, který vznikl analýzou a rozšířením souboru RUZ, založeném na analýze 
strukturálního popisu obvodu zapsaného v jazyce VHDL. 
 
3.:  Na první program navazuje druhý, jehož úkolem je doplnit neúplný formální popis.  
Všimněme si červeně vyznačených částí ve formálním popisu. První program ve strukturálním popisu 
nemůže zjistit, zda například čítač čítá nahoru nebo zda dekodér je typu „one-hot“. 
To je úkolem druhého programu. Ten postupuje tak, že po řádcích čte formální popis. 
Pokud načte řádek s popisem prvku typu: 
  
• Multiplexor – jde přímo na další řádek. Vše co potřebujeme pro tvorbu KO multiplexoru, 
poznáme z jeho strukturálního zápisu. 
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• Čítač – zde musí program zjistit, zda čítá nahoru nebo dolů. Dále musí rozpoznat, zda je jeho 
nulovací vstup, popřípadě nastavovací vstup synchronní či asynchronní. Proto program najde 
zdrojový kód příslušného čítače a vyhledá v něm tyto informace. 
• Dekodér – u dekodéru ze strukturálního popisu nevíme, jakého je typu. Po jeho vyhledání 
v behaviorálním popisu jej program opět uloží do formálního popisu a tento popis se tak stane 
kompletním. 
• Dvojice čítač-dekodér – informace pro tvorbu KO pro tuto dvojici se získají z úplného 
formálního popisu čítače a dekodéru, ze kterého se tato dvojice skládá. 
 
4.: Čtvrtý bod reprezentuje pouze fakt, že pomocí druhého programu jsme získali kompletní 
formální popis všech prvků obvodu, pro které budeme vytvářet KO, a toto pak slouží jako vstup pro 
třetí program. Druhý program tedy doplní neúplný formální popis o červeně vyznačené části a uloží 
jej do souboru uplnypopis.txt. 
 
5.: Třetí program tedy postupně prochází již úplný formální popis a vytváří z něj jednotlivé KO. Ty 
pak ukládá do samostatných souborů. Jednotlivé soubory mají tvar KO_jménoPrvku.vhd. Lze je tedy 
rovnou použít pro tvorbu obvodu obsahujícího KO ke svým prvkům. 
   
7.3.2 Formální popis 
Soubory obsahující formální popis tedy slouží jako spojovací prvek všech tří programů. První 
program vytvoří soubor neuplnypopis.txt, druhý z něj vytvoří uplnypopis.txt a třetí jej použije k tvorbě 
kontrolních obvodů. V dalším textu je vysvětlen význam jeho jednotlivých částí. 
 
7.3.2.1 Význam jednotlivých částí formálního popisu obecně 
První tři části oddělené pomlčkami informují o typu prvku, jméně jeho komponenty a jméně prvku. 
V závorce je pak několik číselných parametrů, které udávají například kolik má čítač bitů, kolik má 
dekodér výstupů apod. Význam jednotlivých čísel v závorce je pro každý typ prvku jedinečný a tyto 
čísla mají odlišný význam. Co který parametr znamená je popsáno u jednotlivých prvků 
v následujícím textu.  
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7.3.2.2 Formální popis čítače 
Např. CAT-COUATER-CAT1(8,1,0;1;1.+.asRST|0) 
 
CAT – značí, že na tomto řádku je formální popis čítače. 
COUATERSET – je jméno jeho komponenty.   
CAT2 – je jméno konkrétního prvku. 
8 – první číselný parametr udává, kolik má čítač bitů. 
1 – druhý číselný parametr udává, zda má čítač nulovací vstup (1 - ano, 0 - ne). 
0 – třetí číselný parametr udává, zda má čítač nastavovací vstup (1 - ano, 0 - ne).    
1 – čtvrtý číselný parametr udává, zda má čítač hodinový vstup (1 - ano, 0 - ne).     
1 – pátý číselný parametr udává, zda má čítač povolovací vstup (1 - ano, 0 - ne).     
+ – tento parametr udává, zda čítač čítá nahoru nebo dolů (- značí dolů, + značí nahoru). 
asRST – čítač má asynchronní nulovací vstup. 
0 – čítač nemá žádny nastavovaní vstup. 
 
Poslední dva parametry reprezentují povahu nulovacího a nastavovacího vstupu. Jestliže je 
vstup synchronní, je označen předponou „s“. V opačném případě předponou „as“. Pokud tento vstup 
prvek nemá, tak je na místě konkrétního parametru uveden znak „0“. K oddělení parametrů používám 
po dvojicích znaky čárky, středníku, tečky a lomítka. Je to z důvodu snadnější lokalizace jednotlivých 
parametrů v programech.   
7.3.2.3 Formální popis dekodéru 
Např. DEC – DECODER4 – DEC1(4,2,1;h) 
 
DEC – značí, že na tomto řádku je formální popis dekodéru. 
DECODER4 – je jméno jeho komponenty. 
DEC1– je jméno konkrétního prvku. 
4 – první číselný parametr udává, kolik má bitů výstupní signál dekodéru. 
2– druhý číselný parametr udává, kolik má bitů řídicí signál, který vybírá adresu aktivního bitu. 
1 – třetí číselný parametr udává, zda má dekodér povolovací vstup (1 - ano, 0 - ne).     
h – čtvrtý parametr udává, zda dekodér značí aktivní bit v pomocí hodnoty logická jedna. Pokud ano,    
       je typu „one-hot“. 
7.3.2.4 Formální popis multiplexoru 
Např. MX – MULTIPLEXOR4 – MUX2(8,2) 
 
MX – značí, že na tomto řádku je formální popis multiplexoru. 
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MULTIPLEXOR4 – je jméno jeho komponenty. 
MUX2 – je jméno konkrétního prvku. 
8 – první číselný parametr udává, kolik má multiplexor datových vstupů. 
2 – druhý číselný parametr udává, kolik má bitů řídicí signál, který vybírá datový vstup jehož hodnota   
      bude přenesena na výstup multiplexoru . 
7.3.2.5 Formální popis dvojice čítač-dekodér 
Formální popis dvojice čítač-dekodér se vymyká popisům definovaným výše. Je vytvořen pouze 
složením již dříve získaných informací z úplných formálních popisů čítače a dekodéru. 
 
Např. COAAECTIOA-CATDEC-DECCAT(3,1,0) 
 
COAAECTIOA – značí, že na tomto řádku je formální popis dvojice čítač-dekodér. 
CATDEC – je jméno jeho komponenty obsahující popis čítače. 
DECCAT – je jméno jeho komponenty obsahující popis dekodéru. 
3 – první číselný parametr udává, kolik má čítač bitů. 
1 – druhý číselný parametr udává, zda má čítač nulovací vstup (1 - ano, 0 - ne).   
0 – třetí číselný parametr udává, zda má čítač povolovací vstup EN (1 - ano, 0 - ne).   
 
7.3.3 Spuštění programů 
Tato podkapitola má za cíl vysvětlit, jak pomocí programových prostředků transformovat VHDL kód 
do souboru RUZ a následně vygenerovat KO k jednotlivým jeho prvkům. Postup bude proveden pro 
obvod test. Ten je umístěn na CD v adresáři TEST(zdroj). Testování proběhlo pod operačním 
systémem Windows Vista v prostředí DEV-C++ ve verzi 4.9.9.2. 
 
Postup pro konverzi strukturálního popisu ve VHDL (test.vhd) na formální model (test.ruz) 
 
Příkazem vhdl2zb.exe test.vhd vytvoříme ze strukturálního popisu obvodu soubory ve formátu 
Zbořil [3], viz kapitola 7.1. 
Příkazem zb2ruz.exe test -e rtl -v rtl  vytvoříme soubor RUZ, kde: 
• -e rtl připojuje soubor rtl.vhc, který popisuje I-režimy použitých prvků; 
• -v rtl připojuje soubor rtl.exc, který definuje brány, pro které nebude provedena 
analýza (např. řídicí a synchronizační). 
Pro více informací viz [5]. 
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Postup pro vytvoření KO z formálního modelu (test.ruz) 
 
První program vytvoří na základě analýzy souboru RUZ neúplný formální popis, který je uložen 
v souboru neuplnypopis.txt.  
Spustí se příkazem g++ -o analyza.exe analyza.cc libruz_core.cc libruz_error.cc, kde: 
• analyza.cc je soubor obsahující analýzu obvodu popsanou v kap.7.2.1; 
• libruz_core.cc ukládá množiny RUZ souboru do množin STL; 
• libruz_error.cc obsahuje ošetření chyb při převodu. 
 
Druhý program ze souboru neuplnypopis.txt získá neúplný formální popis a doplní jej o 
informace ze souborů, které obsahují behaviorální popis prvků. Úplný formální popis je uložen 
v souboru uplnypopis.txt. Program se spustí příkazem g++ - o formpopis.exe  formpopis.cc 
 
Třetí program z úplného popisu vygeneruje KO, které uloží do odpovídajících souborů.  
Spustí se příkazem g++ -o KO.exe KO.cc. Mé tři programy lze spustit najednou dávkovým souborem 
s.bat.   
 
Výše uvedený příklad je uložen na CD v adresáři TEST. Soubor test.vhd popisuje obvod 
obsahující testovací množinu všech typů obvodových prvků, ke kterým jsem schopen vytvořit KO. 
Dále obsahuje i typy prvků, ke kterým KO vytvářeny nebudou. Tento obvod sám o sobě nemá 
praktický význam. Slouží však jako důkaz toho, že program dokáže všechny typy prvků vyhledat, 
zjistit o nich potřebné informace a vytvořit k nim KO. V adresáři TEST_ZDROJ jsou uvedeny pouze 
zdrojové soubory tohoto obvodu. Jsou tedy připraveny k vyzkoušení, že postup překladu popsaný 
výše funguje. Po přeložení jednotlivých programů a jejich spuštění bude obsah adresářů stejný jako 
v případě adresáře TEST. 
7.4 Shrnutí programové části 
Programová část byla vytvořena za účelem demonstrace technik popsaných v diplomové práci. Jejím 
výsledkem je vytvoření informačního výstupu, formálního popisu a množiny KO k jednotlivým 
prvkům. Jejím cílem však nebylo vytvoření prostředku, který rozpozná všechny možné typy 
obvodových prvků, a bude schopen ke všem vytvořit KO. Například u čítače existuje mnoho 
odlišných způsobů jeho zápisu. Snažil jsem se, aby toho programové řešení bylo schopno rozpoznat 
často používané obvodové prvky a jejich typické způsoby implementace. Jako zdroje informací, které 
obvodové prvky se často používají, a jakým způsobem jsou implementovány, jsem použil [7], [8], [9].  
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Závěr 
První čtyři kapitoly této práce obsahují teoretické základy pro kapitoly následující a jsou vyústěním 
dlouhodobé studijní části, kdy jsem si musel značně rozšířit své vědomosti týkající se analýzy 
číslicových obvodů a zvyšování jejich spolehlivosti.  
 Mezi přínosy této práce lze zahrnout například nový způsob využití programu vyvíjeného na 
Fakultě informačních technologií, který sloužil pouze pro analýzy i-cest [4]. V rámci diplomové práce 
jsem u tohoto programu rozšířil sémantiku rozpoznávání typu obvodového prvku a na tomto základě 
jsem vytipoval ty prvky, pro které je výhodné vytvořit kontrolní obvody. Samotná tvorba kontrolních 
obvodů byla dlouhodobý proces, kdy se musely jednotlivé návrhy kontrolních obvodů k obvodovým 
prvkům vytvořit, implementovat v jazyce VHDL, otestovat v programu ModelSim jejich reakce na 
chyby kontrolovaného prvku a v programu Xilinx ISE zjistit pro každou variantu prvku, jaké 
prostředky vyžadují k implementaci na čip FPGA. 
Kontrolní obvody přináší nové možnosti při tvorbě spolehlivějších systémů. V systémech 
odolných proti poruchám je často porucha lokalizována rozdílnou hodnotou na výstupu funkčních 
jednotek. Pomocí kontrolních obvodů dokážeme odhalit poruchu pouze na základě sledování činnosti 
kontrolovaného prvku. To nám dovolí například použití nezatížené zálohy, namísto zatížené, a tím 
docílíme vyšší životnosti takto modifikovaných částí obvodu.   
Možné další rozšíření této práce by mohlo spočívat ve zvětšení množiny rozpoznatelných 
prvků. Mohlo by se jednat o prvky typu prioritní kodér, převodník kódu a další. S tím souvisí i 
rozšíření volnosti jejich zápisu a jeho správné rozpoznání. Dále by bylo vhodné stanovit metriku, 
která by dokázala doporučit, zda je výhodnější celý obvod zdvojit nebo k jeho jednotlivých prvkům 
vytvořit kontrolní obvody. Popřípadě k části vytvořit kontrolní obvody a zbytek obvodu zdvojit.  
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Příloha 1 - Kontrolní obvod pro synchronní 
čítač 
Zdrojový kód kontrolního obvodu pro osmibitový synchronní čítač 
library ieee; 
use ieee.std_logic_1164.all; 
use ieee.std_logic_unsigned.all; 
 
entity checker_final is 
  port( Q : in std_logic_vector(7 downto 0); 
        CLK : in std_logic; 
        RST :in std_logic; 
   EN :in std_logic; 
        DIN : in std_logic_vector(7 downto 0); 
        SET :in std_logic; 
        ERR: out std_logic); 
end checker_final; 
 
architecture archi1 of checker_final is 
 
signal scom: std_logic_vector(7 downto 0); 
signal slst: std_logic_vector(7 downto 0); 
signal smax: std_logic_vector(7 downto 0); 
begin  
process(Q,CLK,RST,EN,SET,DIN) 
begin 
-- Pocatecni inicializace  
slst<="11111111"; 
smax<="11111111"; 
 
-- Hlavni podminka 
if (clk'event and CLK='1' and EN='1') then 
ERR<='0'; 
-- Reakce na reset 
     if (RST='1' and Q=0 and SET='0' ) then 
       SCOM <=  "00000001"; 
-- Reakce na set 
     elsif (SET='1' and Q=DIN and RST='0') then 
       SCOM <=  DIN + 1; 
-- Preteceni citace 
     elsif (Q=0 and RST='0' and SLST=SMAX) then  
        SCOM <= "00000001"; 
-- Klasicke citani nahoru 
     elsif (Q=SCOM and RST='0')  then  
      SCOM <= SCOM + 1; 
  else ERR <='1';   
  end if;    
  if (SET='1' and Q/=DIN and RST='0') then 
  ERR <='1';  
  end if; 
end if; 
--Prirazeni minule hodnoty pro pristi iteraci 
SLST<=Q; 
end process; 
end archi1; 
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Příloha 2 - Kontrolní obvod pro 
asynchronní čítač 
Zdrojový kód kontrolního obvodu pro osmibitový asynchronní čítač 
 
library ieee; 
use ieee.std_logic_1164.all; 
use ieee.std_logic_unsigned.all; 
 
 
entity checker_cntASET is 
generic(n: natural :=8); 
  port( Q : in std_logic_vector(n-1 downto 0); 
        DIN : in std_logic_vector(n-1 downto 0); 
        CLK : in std_logic; 
        SET :in std_logic; 
        RST :in std_logic; 
        EN :in std_logic; 
        ERR: out std_logic); 
end checker_cntASET; 
 
architecture archi1 of checker_cntASET is 
 
signal SCOM : std_logic_vector(n-1 downto 0):="00000000"; 
signal SLST: std_logic_vector(n-1 downto 0); 
signal SMAX: std_logic_vector(n-1 downto 0); 
signal wset: std_logic:='0'; 
signal wrst: std_logic:='0'; 
 
begin  
process(Q,CLK,SET,EN,DIN,RST) 
begin 
-- pocatecni inicializace  
SLST<="11111111"; 
SMAX<="11111111"; 
  
 
-- Reakce na set i reset 
 if (SET='1') then 
    wset <= '1';  
       elsif (RST='1') then  
     wrst <= '1';  
ERR<='0';     
-- Hlavni podminka 
elsif (clk'event and CLK='1' ) then 
    wset <= '0';   
    SCOM <= SCOM + 1; 
-- Preteceni citace 
      if (Q=0 and wset='0' and wrst='0' and SLST=SMAX and EN='1') then  
         SCOM <= "00000001"; 
         ERR <='0';     
      end if; 
-- Klasicke citani nahoru 
        if (Q=SCOM and wset='0' and wrst='0' and EN='1')  then  
      SCOM <= SCOM + 1; 
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           ERR <='0';     
   end if;  
  if (wset='1' and Q=DIN+1 and EN='1' and wrst='0' )  then  
     wset <= '0'; 
     SCOM <=DIN+2; 
            ERR <='0';     
    end if;  
      if (wset='1' and Q/=DIN+1 and EN='1' and wrst='0' )  then  
     wset <= '0'; 
             ERR <='1';     
     end if;  
   if (Q/=SCOM and wset='0' and EN='1' and wrst='0' )  then  
                ERR <='1';     
   end if;   
     if (wRST='1' and Q="001" and EN='1')  then  
       wrst <= '0'; 
       SCOM <="00000010"; 
                 ERR <='0';     
     end if;  
       if (wRST='1' and Q/="001" and EN='1')  then  
          wrst <= '0'; 
          SCOM <="00000010"; 
                    ERR <='1';    
       end if;   
-- Reakce na nulu na povolovacim vstupu 
  if (EN='0' and Q=SCOM -1 and wrst='0' and wset='0'  ) then     
      SCOM <= SCOM ; 
      ERR <='0'; 
   end if;   
     if (EN='0' and Q/=SCOM -1 and wrst='0' and wset='0' ) then 
      ERR <='1'; 
   end if;        
end if; 
 
--prirazeni minule hodnoty pro pristi iteraci 
SLST<=Q; 
end process; 
end archi1; 
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Příloha 3 - Kontrolní obvod pro 
multiplexor 
Zdrojový kód kontrolního obvodu pro multiplexor se čtyřmi vstupy 
 
library ieee; 
use ieee.std_logic_1164.all; 
 
 
  
entity multiplexor is 
   port (SEL: in std_logic_vector(1 downto 0); 
          A: in std_logic_vector(7 downto 0); 
          B: in std_logic_vector(7 downto 0); 
          C: in std_logic_vector(7 downto 0); 
          D: in std_logic_vector(7 downto 0); 
          Y: in std_logic_vector(7 downto 0); 
          ERR: out std_logic 
          ); 
end multiplexor; 
  
architecture beh of multiplexor is           
begin 
process(A,B,C,D,Y,SEL) 
begin 
    ERR<='0'; 
    
      if (A=Y and sel="00") then 
        elsif (B=Y and sel="01") then 
            elsif (C=Y and sel="10") then 
                elsif (D=Y and sel="11") then 
                   else ERR<='1'; 
end if;    
end process; 
end beh; 
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Příloha 4 - Kontrolní obvod pro dekodér  
Zdrojový kód kontrolního obvodu pro dekodér s osmibitovým výstupem 
 
library ieee; 
use ieee.std_logic_1164.all; 
 
 
entity checker_dec is 
port (SEL: in std_logic_vector(2 downto 0); 
      Y: in std_logic_vector(7 downto 0); 
      ERR: out std_logic); 
end checker_dec; 
  
architecture beh of checker_dec is           
begin 
process(SEL,Y) 
begin 
ERR<='0'; 
 
if  y="00000001" and SEL="000" then     
 elsif  y="00000010" and SEL="001" then   
  elsif  y="00000100" and SEL="010" then    
   elsif  y="00001000" and  SEL="011" then   
    elsif  y="00010000" and SEL="100" then   
     elsif  y="00100000" and SEL="101" then 
      elsif  y="01000000" and SEL="110" then    
       elsif  y="10000000" and SEL="111" then        
        else ERR<='1';  
end if;   
end process;  
end beh; 
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Příloha 5 - Kontrolní obvod pro dvojici 
čítač a dekodér 
Zdrojový kód kontrolního obvodu pro dvojici čítač-dekodér. Čítač je čtyřbitový. 
 
library ieee; 
use ieee.std_logic_1164.all; 
use ieee.std_logic_unsigned.all; 
 
 
entity checker_final is 
  port( Q : in std_logic_vector(3 downto 0); 
        CLK : in std_logic; 
        RST :in std_logic; 
   EN :in std_logic; 
        ERR: out std_logic); 
end checker_final; 
 
architecture archi1 of checker_final is 
 
signal rmin: std_logic_vector(3 downto 0); 
signal wrst: std_logic:='0'; 
 
begin  
process(Q,CLK,RST,EN) 
begin 
-- pocatecni inicializace  
rmin<="1000"; 
-- Reakce na reset 
if (RST='1' ) then 
   wrst <= '1';  
   ERR<='0';  
-- Hlavni podminka 
elsif (clk'event and CLK='1') then 
  if (rmin="0001" and Q="0010" and wRST='0') then 
     ERR<='0';  
  end if; 
    if  (rmin="0010" and Q="0100" and wRST='0') then 
      ERR<='0';  
      end if; 
   if  (rmin="0100" and Q="1000" and wRST='0') then 
     ERR<='0';  
     end if; 
   if  (rmin="1000" and Q="0001" and wRST='0') then 
       ERR<='0';  
       end if; 
      if  (Q="0010" and wRST='1') then 
           ERR<='0';  
           wrst <= '0';  
          end if; 
           
          
       
 if (rmin="0001" and Q/="0010" and wRST='0') then 
        ERR<='1';  
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      end if; 
if  (rmin="0010" and Q/="0100" and wRST='0') then 
    ERR<='1';  
end if; 
 if  (rmin="0100" and Q/="1000" and wRST='0') then 
     ERR<='1';  
 end if; 
   if  (rmin="1000" and Q/="0001" and wRST='0') then 
       ERR<='1';  
   end if; 
      if  (Q/="0010" and wRST='1') then 
         ERR<='1';  
         wrst <= '0';  
      end if; 
 
-- Reakce na nulu na povolovacim vstupu 
         if  (EN='0' and Q=rmin) then 
           ERR<='0';  
         end if; 
           if  (EN='0' and Q/=rmin) then 
             ERR<='1';  
           end if;       
end if; 
 
--prirazeni minule hodnoty pro pristi iteraci 
RMIN<=Q; 
end process; 
end archi1; 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
