Introduction
Analysis of complicated controllers is usually conducted using software simulation. However, this is often where limitations in software tools prohibit further development: controllers developed from a graphical-controller creation tool such as Simulink™ are not easily programmed for execution on the real hardware; realtime controllers and scheduling are difficult to program; analysis and simulation cannot be performed in many real-time operating systems. To generate embedded code, one must be adept at coding software for execution on hardware, requiring input and output synchronization and solving differential equations in real-time. It is easy to get lost in coding software and miss out on important concepts in controller design and real-time system operation such as good low-frequency command following, low-frequency disturbance rejection, and high-frequency noise attenuation.
Until recently, software packages that automatically generated control code did not allow a model to be simulated before the code was compiled and executed on the hardware. However, The Mathworks, Inc. has developed an environment to design, simulate, analyze, and automatically generate real-time embedded code. For example, The Mathworks' MATLAB™ has featured Real-Time Workshop™ for a number of years. This software takes a graphical control block in Simulink and compiles it for execution under various environments such as protected mode DOS™ or VxWorks™. A new software package, called xPC Target™ is available as a toolbox for Simulink versions 6.0 and greater, and allows users to move from simulation to hardware on The Mathworks' real-time operating system. Additionally, the xPC Target package includes numerous libraries of supported hardware and allows users to compile graphical Simulink models that include blocks to interface with specific hardware devices. These models are downloaded to the target hardware running the xPC Target operating system. xPC Target's development blocks for Simulink and its real-time operating system allow rapid development of controllers in the progression from controller design, then to simulation, and finally to implementation.
The obvious benefit to an automatic code generation tool is the elimination of writing code. This is not to say that the students do not ''program''-in fact, they do direct the embedded computer to follow their control algorithm, however, the details of real-time embedded systems are left up to the code generation tool. This is especially convenient when the required program is as complex as a real-time operating system. Automatic code generators still allow the student to create software that can be executed in a realtime environment without requiring the student to learn the intricacies of writing detailed multi-rate, real-time, embedded code. While automatic code-generators are well-suited for teaching hardware-in-the-loop control design, there are certain applications where this type of tool is not recommended. Automatic code generators do not produce ''tight'' code, or code that is highly optimized for speed, program size, or resource consumption. In applications where such optimization is required, it is best to write that software from scratch, so that each line of code can be refined.
In general, a rapid code-developing platform should provide a basic set of features for the user. An intuitive graphical interface is required to clearly show signal flows. Additionally, the package should support native simulation and analysis tools ͑e.g. simulating the response of a model to step commands, plotting the frequency response, etc.͒ Perhaps most importantly, the package should be directly linked to the operating system ͑DOS-protected mode, Linux RT, or some other proprietary OS͒ so that direct resource management can be achieved.
Other researchers have created their own prototyping environment for mechatronic systems such as Rutz and Richert ͓1͔, Szymkat et al. ͓2͔, Elmquist and Mattsson ͓3͔ and Burst et al. ͓4͔ . Commercial packages such as ControlShell™ ͓5͔, dSpace TargetLink™ ͓6͔, LabView RT™ ͓7͔, and ETAS ASCET-SD™ ͓8͔ allow development of embedded control systems. Some researchers focus on just one part of the problem such as simulation ͓9͔. An excellent state-of-the-art paper providing an overview of modeling and simulation of mechatronic systems was written by researchers at Carnegie Mellon University ͓10͔.
Professors such as Bradley ͓11͔, Carryer ͓12͔, Meek et al. ͓13͔, and Trumper ͓14͔ have integrated mechatronics and design in the classroom. We have focused on tools that seamlessly integrate controller design with simulation and ultimately implementation on hardware.
systems as well as data collection on a wide variety of mechatronic systems. These systems feature computers that run xPC Target, the embedded real-time operating system by Mathworks. xPC Target is closely integrated in the MATLAB/Simulink environment and allows Simulink models to be compiled into executable code and run on a proprietary real-time operating system. Simulink is a familiar tool for the students, allowing graphical analysis and simulation of controllers and mechanical system dynamics. Code is compiled into an executable program that is downloaded over the Internet to the target embedded computer. This code is capable of executing subsystems at multiple sampling rates, has integrated ordinary differential equation solvers ͑ODE solvers͒, and manages processor usage, memory allocation, and system input and output ͑I/O͒. Furthermore, data collected when running an experiment is in MATLAB format for convenient postprocessing and offline analysis. Once a model is compiled and downloaded to the target, model parameters such as proportional, integral, and derivative gains, ͑PID gains͒, or commanded inputs can be changed ''on-the-fly'' from any web browser allowing data collection and system monitoring from the Internet.
Hardware relevant to the case studies that will be discussed next includes a single-board computer manufactured by VersaLogic used as the target or embedded computer. xPC Target fully supports this computer, meaning that analog to digital inputs ͑A/D inputs͒, digital I/O, timers, serial ports, parallel ports and watchdog timers are included in the Simulink environment as model blocks-eliminating the need for students to write drivers for these functions.
Additional hardware includes a force-feedback joystick with two brushed DC motors ͑one for each axis of shaft movement͒ and two potentiometers for shaft position measurement. Also, Pittman motors with optical shaft encoders are supplied. These motors are interfaced to a custom-designed motor control board that includes an embedded PID control chip and an H-bridge amplifier.
Case Studies: Hardware-in-the-Loop LAB Experiments
In order to provide students the opportunity to design controllers for hardware, the following two case studies are presented. These are examples of labs that are developed as part of a mechanical engineering curriculum and intended to allow students to explore the complexities of controller design and hardware implementation on embedded ͑dedicated͒ processors.
Case Study 1:
Force Feedback Joystick Controller. To demonstrate the ease with which controller design is accomplished using xPC Target, a simple linear PID controller is developed, simulated then executed on a force feedback joystick, with one of the two brushed DC motors actuating the joystick's y-axis. For position feedback, a potentiometer is attached to the base of the joystick. To control the motor, a National Semiconductor LM18201 H-bridge Amplifier is interfaced to a single-board computer. The single-board computer is often used in process control applications or robotics where numerous digital I/O and analog inputs are required. The potentiometer output is connected to the computer's A/D converter. The system is shown in Fig. 1 .
The plant is modeled as a linear, second-order system with significant inertia due to the mass of the joystick. A Simulink model is created on the host computer and a PID controller block is inserted into the model. During several simulations, PID gains are tuned for good trajectory following of a 1Hz sine wave.
Once adequate PID gains have been determined, the Simulink model is quickly altered for operation on the target computer. Because the Versalogic single-board PC is included in the xPC hardware library, access to digital I/O lines and A/D converters are readily available as graphical blocks in Simulink. The transfer function representing the plant in the simulation is replaced by a hardware block that generates a pulse width modulated signal ͑PWM signal͒ on the target computer that is amplified by the H-bridge circuit. The sensor in the simulation ͑assumed to be unity͒ is replaced by a block that accesses the potentiometer via the A/D converter. With two simple alterations, a model used for simulation ͑Fig. 2-top͒ is converted into a real-time controller for a mechanical system ͑Fig. 2-bottom͒.
To get the control code onto the target computer, the host computer running MATLAB compiles the graphical model into machine language and transmits the executable to the target using the TCP/IP protocol over Ethernet. ͑If Ethernet is unavailable, communication between the host and target can be conducted using a serial port͒.
If the target computer's processor is not fully taxed with the control algorithm, packets of data will be sent to the host computer to be graphically displayed or stored for offline analysis. Because all data can be transferred over the Internet, the host and the target computers could be at separate locations. This allows the possibility of having centralized hardware at a university while satellite schools conduct remote experiments and collect data. It is important to note that the variations in Ethernet bandwidth do not pose a limitation on the real-time operation because the target PC uses its own real-time operating system. In other words, delay times and lags induced on the Internet do not affect the control code executed on the target's embedded processorexperimental data collected is simply relayed to the host computer as processing time and Ethernet bandwidth allows. After the experiment is stopped, all data can be transferred to the host computer in one large batch. An example of data collected from a remote machine is shown in Fig. 3 . Output from the potentiometer is compared to the desired motor position-a 1Hz sine wave.
To demonstrate rapid development of controllers for non-linear systems ͑and the ease with which alternate controllers can be implemented on hardware͒, a model reference adaptive controller is quickly simulated, optimized, and downloaded to the target computer with xPC Target. Using a linear reference model, control parameters are dynamically adjusted so that the non-linear system follows the reference model.
The user graphically enters the necessary signals for the adaptive controller into Simulink. A non-linear plant is modeled and a linear reference model is created in the ''Model Reference'' block shown in Fig. 4 . The input signal is sent to the reference block, and the trajectory from the reference model is used as the desired trajectory for the adaptive controller. The adaptive controller adjusts the gains to force the plant to follow the desired linear model.
As before, blocks in the non-linear simulated plant are replaced with the hardware I/O blocks, and the controller is compiled and downloaded to the target computer as shown in Figure 4 . The adaptive controller forces the joystick motor to follow the linear reference model. Data is collected during the target computer's spare processor time and transmitted to the host computer for offline processing and analysis. The resulting data is plotted in Fig. 5 .
Case Study 2:
Multiple Motor Controllers with Encoder Feedback. In this example, an array of six motors are precisely controlled from one target computer using six dedicated motion control boards and PID control chips. The overall control loop is programmed in Simulink on the host computer and downloaded using xPC Target to the target computer.
Typically, a fast and accurate servomotor control system is difficult to program on a PC because the repetitive motor control loop consumes the host computer's resources ͑i.e., 5kHz sampling rate for six motors is difficult to achieve.͒ To alleviate this problem, the low-level control is shifted to an embedded motor control chip from National Semiconductor, the LM629. The chip executes a PID control algorithm and is mounted on a custom circuit board with an H-bridge amplifier as shown in Fig. 6 .
The xPC Target toolbox automatically generates embedded code to control a DC motor. The data is easily collected in MAT-LAB data files and then analyzed using familiar tools. With automatic code generation, one can focus on collecting and analyzing data-not writing detailed code. PID gains can be adjusted to limit the overshoot and reduce the settling time. Additionally, the bandwidth of the motor can be experimentally determined by measuring the frequency response of the output shaft. Figure 7 shows the flow of information in the system. The LM629 receives the digital information of the actual position from the encoder on the motor and modulates the PWM signal to reach the desired position. The sample time of the chip is 246 s. The xPC-Target PC is a Pentium 144Mhz PC with a TCP/IP network connection and a digital I/O board. This board sends and receives data between the target computer and the LM629 at a different rate than the LM629, and updates the signal to the amplifier. Managing subsystems with different sample rates is an advanced feature of xPC Target. The sample time depends on the size of the generated C-code, and the time needed by the PC to read the information from each chip, calculate the new target position, and send it back to each chip. The TCP/IP network connection is used to communicate with the host PC, to send a new program to the xPC Target PC, or update parameters in the program. Also, this connection is used to send information back to the host PC for analysis.
Different parameters in the flow diagram of the experiment can be changed. For example, the sample time of the target PC was purposely decreased to a low rate so that aliasing could be observed experimentally. A set of six actual boards for an experiment is shown in Fig. 8 , and an example of actual motor control data is shown in Fig. 9 .
Highlights
The control environment has many advantages. Controllers can be developed and simulated for real hardware without programming experience. One can focus on the control theory and design, not the coding details. The designer can focus on using the appro- priate digital hardware such as A/D and D/A converters, serial ports, parallel ports, and digital I/O. For implementation on physical systems, a real-time operating system and ODE solvers are provided. For ease of system execution, data collection and parameter tuning are possible without recompiling and even from remote sites.
Conclusions
A rapid prototyping system for mechatronic designers must include tools to analyze and simulate the system as well as tools to rapidly test physical prototypes. We have successfully used an environment from Mathworks that supplies tools for design, analysis, simulation, and rapid prototyping of control code. We have added our own single-board computers and other microprocessors.
The case studies demonstrate our ability to use the control environment in laboratory exercises that teach mechanical engineering students hardware-in-the-loop control design. The students design feedback controllers for real hardware systems. In the future, it is possible for satellite schools to remotely design controllers and remotely collect data using our educational laboratory experiment. The main disadvantage of the current system is the lack of graphical gauges, and scopes. The scopes on the target PC are hard to read and adjust.
In conclusion, because the hardware is accessible at an early stage in the design process, a functioning control system is more quickly realized.
