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Problem toka kroz mrezˇu predstavlja vazˇnu skupinu optimizacijskih problema te je jedan
od kljucˇnih problema u operacijskim istrazˇivanjima, racˇunarstvu i kombinatorici. U ovom
radu prvenstveno c´emo se posvetiti problemu pronalaska maksimalnog toka kroz mrezˇu.
Problem pronalaska maksimalnog toka kroz mrezˇu predmet je proucˇavanja josˇ od 1950-ih.
Ima mnoge primjene u transportu, prijevozu, telekomunikacijama i izradi rasporeda. Mi
c´emo navesti samo neke od tih primjena. Postoje mnogi efikasni algoritmi za rjesˇavanje
ovog problema, poput Ford-Fulkersonovog algoritma i Edmonds-Karpovog algoritma, koje
c´emo opisati u poglavljima 2. i 3. Prije samog opisa navedenih algoritama, donosimo neke
osnovne definicije za bolje razumijevanje problema. Nakon opisa algoritama, navodimo
prosˇirenja problema toka kroz mrezˇu, koja su nam potrebna za postavljanje i rjesˇavanje





Kao sˇto smo vec´ naveli, problem toka kroz mrezˇu oznacˇava skupinu vazˇnih optimizacijskih
problema koji se mogu prikazati pomoc´u usmjerenih grafova. Definiramo pojam mrezˇe
(eng. flow network) kao usmjereni graf s nenegativnim tezˇinama bridova. Bridove grafa sli-
kovito zamisˇljamo kao cijevi koje prenose, primjerice, megabajte ili neku tekuc´inu, ovisno
o problemu kojeg rjesˇavamo. Svaki brid grafa ima zadan kapacitet koji ogranicˇava kolicˇinu
tvari koje prenosimo kroz mrezˇu. Osim kapaciteta, graf ima posebno naznacˇen pocˇetni vrh,
kojeg nazivamo izvor, te krajnji vrh, kojeg nazivamo ponor. Ideja je pronac´i najvec´i ukupni
protok tvari od izvora do ponora.
Sljedec´e definicije i primjeri su preuzeti iz [5].
Definicija 1.1.1. Mrezˇa je usmjereni graf G = (V, E) u kojem svaki brid (u, v) ∈ E ima
nenegativan kapacitet c(u, v) ≥ 0. Za (u, v) < E definiramo c(u, v) = 0. Mrezˇa sadrzˇi dva
posebno naznacˇena vrha: izvor s i ponor t.
Pretpostavljamo da ne postoji brid koji ulazi u s, kao ni brid koji izlazi iz t. Takvu
mrezˇu ponekad nazivamo s-t mrezˇa. Osim toga, pretpostavljamo da se svaki vrh grafa
nalazi na nekom putu od izvora do ponora. Iz toga slijedi m ≥ n − 1, pri cˇemu je n = |V | i
m = |E|. Takoder, pretpostavljamo da su vrijednosti kapaciteta cijeli brojevi.
Primjer 1.1.2. Jedan primjer mrezˇe prikazan je na slici 1.1.
Definicija 1.1.3. Za danu s-t mrezˇu, tok (ili s-t tok) definiramo kao funkciju f koja presli-
kava svaki brid u nenegativan realan broj i zadovoljava sljedec´e uvjete:
1. Ogranicˇenje kapaciteta: Za svaki brid (u, v) ∈ E, vrijedi f (u, v) ≤ c(u, v).
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2. Ocˇuvanje toka: Za sve v ∈ V \ {s, t}, ukupan tok kroz bridove koji ulaze u vrh v,
jednak je sumi toka kroz bridove koji izlaze iz vrha v.
Zahtjev ocˇuvanja toka mozˇemo i formalnije zapisati. Pretpostavimo najprije da za svaki
brid (u, v), koji nije iz E, vrijedi f (u, v) = 0. Tada ukupan tok u vrh v definiramo kao
f in(v) =
∑
(u,v)∈V f (u, v), dok ukupan tok iz vrha v definiramo kao f out(v) =
∑
(v,w)∈V f (v,w).
Iz zahtjeva ocˇuvanja toka slijedi f in(v) = f out(v), za svaki vrh v ∈ V \ {s, t}. Vrijednost
f (u, v) nazivamo tok kroz brid (u, v).
Definicija 1.1.4. Ukupan tok, u oznaci | f |, definiramo kao sumu svih tokova koji izlaze iz
vrha s.




Definicija 1.1.5. Problem maksimalnog toka (eng. maximum-flow problem) definiramo kao
problem pronalaska toka maksimalne vrijednosti od vrha s do vrha t, za zadanu mrezˇu
G = (V, E) te izvor s i ponor t.
Primjer 1.1.6. Na slikama 1.2 i 1.3 koristimo f /c notaciju na svakom bridu, kako bismo
naznacˇili tok f i kapacitet c. Vrijednost toka prikazanog na slici 1.2 iznosi 5 + 5 + 8 = 18,
dok vrijednost maksimalnog toka prikazanog na slici 1.3 iznosi 8 + 8 + 5 = 21.
Definiciju 1.1.4 ponekad nazivamo definicija toka zasnovana na bridovima. Postoji i
njoj ekvivalentna definicija, koju nazivamo definicija toka zasnovana na putu (eng. path-
based flow). s-t put definiramo kao bilo koji put od vrha s do vrha t u grafu.
Definicija 1.1.7. Tok zasnovan na putu je funkcija koja svakom s-t putu dodjeljuje nenega-
tivan realan broj takav da, za svaki brid (u, v) ∈ E, ukupan tok kroz sve puteve koji sadrzˇe
brid (u, v) nije vec´i od c(u, v).






























Slika 1.3: Maksimalan tok kroz mrezˇu
Vrijednost toka zasnovanog na putu definiramo kao ukupnu sumu svih tokova na svim
s-t putevima. Iz navedenih definicija proizlazi sljedec´a tvrdnja, koju nec´emo dokazivati.
Teorem 1.1.8. Za zadanu s-t mrezˇu G, pod pretpostavkom da ne postoje bridovi koji ulaze u
s, kao ni bridovi koji izlaze iz t, vrijednost toka zasnovanog na bridovima mrezˇe G iznosi x,




Ford-Fulkersonov algoritam je jedan oblik pohlepnog algoritma koji pronalazi maksimalan
tok u mrezˇi. Cˇesˇc´e ga zovemo metodom, obzirom da pristup pronalaska bridova u kojima
povec´avamo tok u rezidualnom grafu nije u potpunosti odreden. Algoritam su objavili
Lester Randolph Ford jr. i Delbert Ray Fulkerson, 1956. godine, te je jedan od najpoznatijih
algoritama za rjesˇavanje problema toka kroz mrezˇu. Prije nego opisˇemo sam algoritam,
razmotrimo zasˇto obicˇan pohlepni algoritam za racˇunanje maksimalnog toka nije primjeren
za rjesˇavanje problema toka kroz mrezˇu. Ideja za pohlepni algoritam motivirana je pojmom
toka kroz mrezˇu, zasnovanog na putu kroz graf. Inicijalno, tok kroz svaki brid je jednak
nuli. Zatim, trazˇimo bilo koji put P od s do t, takav da je kapacitet svakog brida na putu P
strogo pozitivan. Neka je cmin najmanji kapacitet bilo kojeg brida na putu P. Tu velicˇinu
nazivamo usko grlo kapaciteta puta P. Pustimo cmin jedinica toka kroz put P. Za svaki
brid (u, v) ∈ P, postavimo f (u, v) ← cmin + f (u, v) i smanjimo kapacitet brida (u, v) za
cmin. Ponavljamo postupak dok ne iskoristimo sve s-t puteve u mrezˇi sa strogo pozitivnim
kapacitetima bridova. Iako navedeni algoritam racˇuna tok kroz mrezˇu, lako mozˇe zapeti
kod racˇunanja maksimalnog toka kroz mrezˇu. Promotrimo primjer.
Primjer 2.1.1. Pretpostavimo da kroz mrezˇu, prikazanu na slici 1.1, pustimo 5 jedinica
toka kroz najgornji put, 8 jedinica toka kroz srednji put te 5 jedinica toka kroz najdonji put.
Dobili smo tok u vrijednosti 18 jedinica. No, nakon prilagodavanja kapaciteta, dobijemo
mrezˇu prikazanu na slici 2.1. Uocˇimo da na novoj mrezˇi koju smo dobili, nema visˇe puteva
od s do t sa strogo pozitivnim kapacitetima bridova. Tu pohlepni algoritam staje.
Problem je u tome sˇto ne postoji s-t put na kojem mozˇemo direktno pustiti tok, bez
prekoracˇenja nekog kapaciteta. Kako bismo rijesˇili problem kojeg imamo kod pohlepnog
algoritma, ideja je, pored povec´anja toka u bridovima, smanjiti tok u bridovima koji vec´
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Slika 2.1: Pohlepni algoritam
prenose tok, sve dok je tok uvijek nenegativan. Kako bismo detaljnije pojasnili ovu ideju,
najprije moramo definirati rezidualnu mrezˇu i tzv. povec´avajuc´e puteve (eng. augmenting
paths), na kojima povec´avamo tok.
Primjer 2.1.1, definicije i teoremi koje navodimo u nastavku, te pseudokod algoritma
preuzeti su iz [5].
Definicija 2.1.2. Za mrezˇu G i tok f , definiramo rezidualnu mrezˇu G f , kao mrezˇu s istim
skupom vrhova kao u G te istim izvorom i ponorom, cˇiji su bridovi definirani na sljedec´i
nacˇin:
1. Bridovi unaprijed (eng. forward edges): Za svaki brid (u, v), za koji je f (u, v) <
c(u, v), kreiramo brid (u, v) u mrezˇi G f te mu dodjeljujemo kapacitet c f (u, v) =
c(u, v) − f (u, v). Ovaj brid oznacˇava da mozˇemo dodati do c f (u, v) dodatnih jedi-
nica toka ovom bridu, bez da narusˇimo izvorni zahtjev za ocˇuvanjem kapaciteta.
2. Bridovi unatrag (eng. backward edges): Za svaki brid (u, v), za koji je f (u, v) > 0,
kreiramo brid (v, u) u mrezˇi G f te mu dodjeljujemo kapacitet c f (v, u) = f (u, v). Ovaj
brid oznacˇava da mozˇemo ponisˇtiti do f (u, v) jedinica toka kroz brid (u, v), to jest,
pusˇtanjem pozitivnog toka kroz suprotan brid (v, u) smanjujemo tok kroz originalni
brid (u, v).
Primijetimo da svaki brid u mrezˇi G f ima strogo pozitivan kapacitet te da svaki brid u
originalnoj mrezˇi mozˇe rezultirati generiranjem najvisˇe dva nova brida u rezidualnoj mrezˇi.
Dakle, rezidualna mrezˇa je iste asimptotske velicˇine kao i zadana mrezˇa.
Na slici 2.2 prikazana je rezidualna mrezˇa za mrezˇu prikazanu na slici 1.2.
Vazˇno je uocˇiti da, ako mozˇemo pustiti tok kroz rezidualnu mrezˇu, tada mozˇemo pustiti
tu dodatnu kolicˇinu toka kroz originalnu mrezˇu. Ovu tvrdnju formalno mozˇemo zapisati u
lemi koja slijedi, no definirajmo najprije sumu dva toka.


















Slika 2.2: Rezidualna mrezˇa
Definicija 2.1.3. Za tok f i tok f ′, njihova suma f + f ′ je zbroj tokova kroz sve bridove.
Vrijednost f + f ′ jednaka je zbroju | f | + | f ′|.
Ako vrijedi f ′′ = f + f ′, tada vrijedi f ′′(u, v) = f (u, v) + f ′(u, v)
Lema 2.1.4. Neka je f tok u mrezˇi G te neka je f ′ tok u mrezˇi G f . Tada je ( f + f ′) tok u G.
Lema implicira da sve sˇto trebamo napraviti kako bismo povec´ali tok, je pronac´i bilo
koji tok u rezidualnoj mrezˇi.
Sada definiramo povec´avajuc´e puteve (eng. augmenting paths) na kojima povec´avamo
tok i rezidualni kapacitet.
Definicija 2.1.5. Neka je f tok kroz mrezˇu G, te neka je G f pripadna rezidualna mrezˇa.
Povec´avajuc´i put je jednostavan put P od vrha s do vrha t u mrezˇi G f . Rezidualni ka-
pacitet ili kapacitet uskog grla puta P je minimalan kapacitet bilo kojeg brida puta P.
Oznacˇavamo ga s c f (P).
Primjer 2.1.6. Na slici 2.3 prikazan je jedan povec´avajuc´i put kapaciteta 3, za rezidualnu
mrezˇu prikazanu na slici 2.2. Na slici 2.4 imamo prikazan graf nakon dodavanja toka sva-
kom bridu puta. Obratimo pazˇnju na brid unatrag (c, b), kod kojeg smo, zapravo, umanjili
tok kroz brid (b, c) za 3.
Pusˇtanjem c f (P) jedinica toka kroz svaki brid puta, dobivamo valjani tok u G f , a prema
prethodnoj lemi, dodavanjem tog toka toku f , dobivamo i valjani tok za G strogo vec´e
vrijednosti.

































Slika 2.4: Tok nakon povec´anja
2.2 Opis Algoritma
Razlika izmedu algoritma opisanog u prethodnoj sekciji i pohlepnog algoritma je u tome
sˇto pohlepni algoritam samo povec´ava tok u bridovima. Obzirom na to da povec´avajuc´i
put mozˇe povec´ati tok u suprotnom bridu, zapravo mozˇemo smanjiti tok na nekom bridu
originalne mrezˇe.
Dobili smo ideju kako bi trebao izgledati algoritam za pronalazak maksimalnog toka
kroz mrezˇu. Krec´emo s tokom vrijednosti 0, te uzastopno pronalazimo povec´avajuc´i put.
Ponavljamo ovaj postupak, sve dok postoji put kroz koji mozˇemo pustiti josˇ jedinica
toka. Time dobivamo Ford-Fulkersonov metodu (za pravi algoritam, fali josˇ metoda iz-
bora povec´avajuc´eg puta).
U nastavku donosimo pseudokod Ford-Fulkersonovog algoritma.
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Listing 2.1: Ford-Fulkersonov algoritam)
ford-fulkerson -flow (G=(V, E, s, t)) {
f=0
while(true) {
G’ = rezidualna mreza od G za f
if(G’ nema s-t povecavajuci put)
break
P = bilo koji povecavajuci put od G’
c = najmanji kapacitet brida u putu P




Razmotrimo sada sljedec´a pitanja:
1. Kako ucˇinkovito mozˇemo napraviti povec´anje toka?
2. Koliko puta trebamo povec´ati tok dok ne dodemo do kraja algoritma?
3. Ako ne mozˇemo napraviti visˇe niti jedno povec´anje, jesmo li pronasˇli maksimalan
tok?
Prije nego odgovorimo na prvo pitanje, definirajmo red velicˇine neke funkcije (sljedec´a
definicija je preuzeta iz [8]).
Definicija 2.2.1. Neka su f , g : D→ R dvije funkcije na odozgo neogranicˇenom podskupu
D ⊆ R.
1. f nije vec´eg reda velicˇine od g, ili f ne raste brzˇe od g, u oznaci f (x) = O(g(x)), ako
∃C ∈ R i ∃x0 ∈ D, takvi da je ∀x > x0, | f (x)| < C|g(x)|.
2. f nije manjeg reda velicˇine od g, ili f raste barem jednako brzo kao i g, u oznaci
f (x) = Ω(g(x)), ako ∃ε > 0 i ∃ niz xn ∈ D, n ∈ N, xn → ∞, takvi da je ∀n ∈ N,
| f (xn) > ε|g(xn)|.
Sada, za zadane G i f , trebamo izracˇunati rezidualnu mrezˇu G f . To lako mozˇemo ucˇiniti
u O(n + m) vremenu, pri cˇemu je n = |V | i m = |E|. Pretpostavljamo da G f sadrzˇi samo
bridove sa strogo pozitivnim kapacitetom. Zatim, trebamo odrediti postoji li povec´avajuc´i
put od vrha s do vrha t u mrezˇi G f . To mozˇemo ucˇiniti pomoc´u pretrazˇivanja u dubinu
ili pretrazˇivanja u sˇirinu u rezidualnoj mrezˇi, tako da krenemo od vrha s i stanemo cˇim
dodemo do vrha t. Pretrazˇivanje, takoder, mozˇemo obaviti u vremenu O(n + m). Neka je
P put kojeg dobijemo kao rezultat. Konacˇno, trazˇimo brid s najmanjim kapacitetom kojeg
sadrzˇi put P te povec´avamo tok f za tu velicˇinu, za svaki brid u putu P.
Prije nego odgovorimo na preostala dva pitanja, moramo definirati pojam reza.
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2.3 Minimalan rez
Tok kroz mrezˇu ne mozˇemo povec´avati beskonacˇno, zbog toga sˇto postoji podskup bridova
kod kojih dolazi do zasic´enja kapaciteta. Svaki put od vrha s do vrha t mora proc´i barem
jednim od tih zasic´enih bridova. Stoga, ukupna suma kapaciteta ovih bridova definira
gornju granicu maksimalnog toka. Drugim rijecˇima, ti bridovi cˇine usko grlo toka kroz
mrezˇu. Takav skup bridova nalazi se na svakom putu od vrha s do vrha t. Mozˇemo definirati
particiju, koja odvajaja vrhove do kojih mozˇemo doc´i iz vrha s, od vrhova do kojih ne
mozˇemo doc´i iz vrha s. Formalnije, rez definiramo u sljedec´oj definiciji.
Definicija 2.3.1. Za zadanu mrezˇu G, definiramo rez, ili s-t rez, kao particiju skupa vrhova
na dva disjunktna podskupa X ⊆ V i Y = V \ X, pri cˇemu je s ∈ X i t ∈ Y. Tok kroz mrezˇu












Primijetimo da je f (X,Y) = − f (Y, X). Definirajmo josˇ kapacitet reza.








Primijetimo da smo zanemarili kapacitet bridova koji vode od Y do X. Ocˇito nije
moguc´e pustiti visˇe toka kroz rez, od samog kapaciteta reza.
Primjer 2.3.3. Na slici 2.5 prikazan je tok vrijednosti 17 i rez (X,Y) = ({s, a}, {b, c, d, t}).
pri cˇemu je f (X,Y) = 17.
X = {s, a}, Y = {b, c, d, t}, f (X,Y) = 5 + 0 − 1 + 8 + 5 = 17.
2.4 Teorem maksimalnog toka
Kako bismo dokazali teorem na kojem se temelji optimalnost Ford-Fulkersonovog algo-
ritma, potrebne su nam sljedec´e dvije leme.
Lema 2.4.1. Neka je (X,Y) s-t rez u mrezˇi. Za svaki tok f , vrijednost toka f je jednaka
toku kroz rez, odnosno, f (X,Y) = | f |.
Lema 2.4.2. Za svaki s-t rez (X,Y) i za svaki tok f , vrijedi | f | ≤ c(X,Y).
















Sada navodimo teorem poznat pod nazivom Teorem maksimalnog toka ili teorem naj-
manjeg reza. Teorem kazˇe da se u svakoj mrezˇi minimalan kapacitet reza ponasˇa kao usko
grlo koje ogranicˇava maksimalnu kolicˇinu toka. Ford-Fulkersonov algoritam staje kada
pronade usko grlo te, na samom kraju, pronalazi oboje, minimalan rez i maksimalan tok.
Teorem 2.4.3. Slijedec´a tri uvjeta su ekvivalentna.
1. f je maksimalan tok u mrezˇi G.
2. Rezidualna mrezˇa G f ne sadrzˇi povec´avajuc´i put.
3. | f | = c(X,Y), za neki rez (X,Y) u G.
Dokaz. Dokazujemo, redom, sljedec´e tri implikacije.
1. 1 =⇒ 2: Dokazujemo kontradikcijom. Ako je f maksimalan tok te ako postoji
povec´avajuc´i put u mrezˇi G f , kad bismo pustili tok kroz taj put, dobili bismo vec´i
tok od f . Dakle, dobili smo kontradikciju.
2. 2 =⇒ 3: Ako ne postoji povec´avajuc´i put, tada vrhovi s i t nisu spojeni u rezidualnoj
mrezˇi. Neka je X skup vrhova do kojih mozˇemo doc´i iz vrha s u rezidualnoj mrezˇi i
neka skup Y sadrzˇi sve ostale vrhove. Ocˇito, (X,Y) cˇini rez. Obzirom da svaki brid,
kojeg sijecˇe rez, mora biti zasic´en tokom, slijedi da je tok kroz rez jednak kapacitetu
reza, dakle, | f | = c(X,Y).
3. 3 =⇒ 1: Ponovno dokazujemo kontradikcijom. Pretpostavimo da postoji tok f ′
cˇija vrijednost prelazi | f |. Iz toga bi slijedilo | f ′| > c(X,Y), sˇto je u kontradikciji s
lemom 2.4.2. 
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Ovim teoremom pokazali smo da Ford-Fulkersonov algoritam u konacˇnici daje maksi-
malan tok. No, staje li algoritam u konacˇno mnogo koraka i kolika je njegova vremenska
slozˇenost — to razmatramo u sljedec´oj sekciji.
2.5 Slozˇenost Ford-Fulkersonovog algoritma
Objasnimo najprije kako znamo da algoritam zavrsˇava u konacˇno mnogo koraka. Prisje-
timo se da smo pretpostavili da su svi kapaciteti bridova cijeli brojevi. Svako povec´anje
koje izvedemo, povec´ava tok za neki cijeli broj. Maksimalan broj povec´anja je jednak
sumi kapaciteta svih bridova koji su incidentni s vrhom s. Stoga, nakon konacˇnog broja
povec´anja, algoritam mora stati.
Ranije smo definirali n = |V | i m = |E|. Obzirom da smo pretpostavili kako do svakog
vrha mozˇemo doc´i iz vrha s, slijedi da je m ≥ n − 1. Dakle, n = O(m). Sada vremensku
slozˇenost O(n + m) mozˇemo izraziti kao O(m).
Kao sˇto smo vec´ naveli, rezidualnu mrezˇu mozˇemo kreirati u vremenu O(n+m) = O(m).
Povec´avajuc´i put, takoder, mozˇemo pronac´i u vremenu O(m). Iz toga slijedi da za svaki
korak povec´avanja trebamo O(m) vremena. Postavlja se pitanje koliko mnogo povec´avanja
trebamo?
Nazˇalost, taj broj mozˇe biti jako velik. Ako s F∗ oznacˇimo vrijednost maksimalnog
toka kojeg trebamo dobiti, ukupan broj povec´avajuc´ih koraka mozˇe biti jednak F∗. Ako
uzmemo da je svaki povec´avajuc´i korak vremenske slozˇenosti Ω(m), ukupna vremenska
slozˇenost bi bila Ω(F∗m). Obzirom da F∗ ne ovisi niti o m, niti o n, mogao bi biti pro-
izvoljno velik, pa bi i vrijeme izracˇunavanja moglo biti proizvoljno veliko.
Mozˇemo zakljucˇiti da, ako ne odaberemo povec´avajuc´i put na pravi nacˇin, mozˇemo
uvelike povec´ati slozˇenost algoritma.
Postoje mnoge varijacije Ford-Fulkersonovog algoritma, koje rezultiraju mnogo bo-
ljom vremenskom slozˇenosˇc´u. Neki od tih algoritama su Edmonds-Karpov algoritam, vre-
menske slozˇenosti O(nm2), Dinitzev algoritam, slozˇenosti O(n2m), King, Rao i Trajanov
algoritam iz 1994. godine, vremenske slozˇenosti O(nm logm/n log n n), te danas najbrzˇi Orli-
nov algoritam iz 2012. godine, vremenske slozˇenosti O(nm).
U sljedec´em poglavlju rada opisujemo Edmonds-Karpov algoritam.
2.6 Primjer Ford-Fulkersonovog algoritma
Pokazˇimo na primjeru kako radi Ford-Fulkersonov algoritam za mrezˇu sa slike 1.1.
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Primjer 2.6.1. Najprije odaberemo jedan put u grafu, kako je prikazano na slici 2.6. Za-
tim, uvec´avamo tok za najmanji kapacitet brida u putu. Sada ukupan tok kroz mrezˇu iznosi
| f | = 8. Na slici 2.7 pronalazimo drugi put u grafu i povec´avamo tok za 5 jedinica. Na slici
2.8 je prikazano stanje nakon uvec´anja toka za 5 jedinica. Ukupan tok kroz mrezˇu sada
iznosi | f | = 13. Oznacˇimo josˇ jedan put kroz graf. Primijetimo da smo sada oznacˇili i brid
(c, b). Kroz brid (c, b) sˇaljemo 3 jedinice toka, odnosno, umanjujemo tok kroz brid (b, c)
za 3 jedinice toka. Sada ukupan tok kroz mrezˇu iznosi | f | = 16. Na slici 2.9 oznacˇavamo
posljednji put kroz graf. Na slici 2.10 vidimo da visˇe ne mozˇemo poslati tok kroz niti jedan






























Slika 2.7: Odabir drugog puta
















































Jack R. Edmonds i Richard M. Karp prvi su razvili algoritam za problem toka kroz mrezˇu
koji radi u polinomnom vremenu. Edmond-Karpov algoritam, objavljen 1972. godine,
zapravo se temelji na Ford-Falkersonovom algoritmu, s time da prilikom pronalaska pove-
c´avajuc´eg puta, uzima onaj s-t put u rezidualnoj mrezˇi koji sadrzˇi najmanje bridova. Takav
nacˇin rada mozˇe se postic´i korisˇtenjem pretrazˇivanja u sˇirinu za racˇunanje povec´avajuc´eg
puta. Pretrazˇivanje u sˇirinu efikasno pronalazi najkrac´i put na osnovu broja bridova.
Iz pseudokoda algoritma, takoder se vidi slicˇnost s Ford-Fulkersonovim alogritmom.
Listing 3.1: Edmonds-Karpov algoritam
Edmonds-Karp (G=(V, E, s, t)) {
f=0
while(true) {
G’ = rezidualna mreza od G za f
if(G’ nema s-t povecavajucih puteva)
break
P = povecavajuci put za G’ s najmanjim brojem bridova.
c = najmanji kapacitet brida u putu P




3.2 Slozˇenost Edmonds-Karpovog algoritma
Opc´enito, pretrazˇivanje u sˇirinu grafa s n vrhova i m bridova zahtijeva O(m + n) vremena.
Kako smo vec´ pretpostavili da vrijedi m ≥ n − 1, mozˇemo pisati O(m + n) = O(m). Dakle,
15
POGLAVLJE 3. EDMONDS-KARPOV ALGORITAM 16
za pronalazak jednog puta P trebamo O(m) koraka. Nakon toga, trebamo O(n) koraka
kako bismo povec´ali f i O(n) koraka da konstruiramo G′. Ponovno koristimo cˇinjenicu da
vrijedi n = O(m) te zakljucˇujemo da svaki povec´avajuc´i put mozˇe biti izracˇunat u vremenu
O(m). Mozˇe se pokazati da, ako koristimo ovu metodu, ukupan broj povec´avajuc´ih koraka
iznosi O(nm). Iz navedenog slijedi da je ukupna vremenska slozˇenost Edmonds-Karpovog
algoritma jednaka O(nm2).
Visˇe o slozˇenosti Edmonds-Karpovog algoritma mozˇete pronac´i na [2].
3.3 Primjer Edmonds-Karpovog algoritma
Pokazˇimo na primjeru kako radi Edmonds-Karpov algoritam za mrezˇu sa slike 1.1.
Primjer 3.3.1. Najprije odaberemo jedan put s najmanjim brojem bridova u grafu, kako
je prikazano na slici 3.1. Zatim, uvec´avamo tok za najmanji kapacitet brida u tom putu.
Sada ukupan tok kroz mrezˇu iznosi | f | = 5. Na slici 3.2 pronalazimo drugi put u grafu
s najmanjim brojem bridova i povec´avamo tok za 5 jedinica. Na slici 3.3 je prikazano
stanje nakon uvec´anja toka za 5 jedinica. Ukupan tok kroz mrezˇu sada iznosi | f | = 10.
Oznacˇimo josˇ jedan put kroz graf s najmanjim brojem bridova. Sada ukupan tok kroz
mrezˇu iznosi | f | = 18. Na slici 3.4 oznacˇavamo jedini put kroz graf, kroz koji mozˇemo
pustiti tok. Primijetimo da smo i ovdje oznacˇili brid (c, b), kroz koji pusˇtamo 3 jedinice
toka, to jest umanjujemo tok kroz brid (b, c) za 3 jedinice toka. Na slici 3.5 vidimo da visˇe
ne mozˇemo poslati tok kroz niti jedan put. Maksimalan tok kroz mrezˇu kojeg smo pronasˇli















Slika 3.1: Odabir prvog puta












































Slika 3.4: Odabir cˇetvrtog puta















Slika 3.5: Kraj izracˇunavanja
3.4 Edmonds-Karpov algoritam na racˇunalu
Probajmo izracˇunati maksimalan tok u mrezˇi iz prethodnog primjera pomoc´u Edmonds-
Karpovog algoritma na racˇunalu. Za implementaciju algoritma koristimo programski jezik
Java. Program se bazira na pseudokodu navedenom u listingu 3.1. Prije nego pokrenemo
program s nasˇim primjerom, recimo samo da je za pronalazˇenje povec´avajuc´eg puta u grafu
korisˇtena metoda pretrazˇivanja u sˇirinu, koja automatski pronalazi put s najmanjim brojem
bridova. Donosimo pseudokod navedene metode, prilagoden za potrebe nasˇeg programa.
Listing 3.2: Metoda pretrazˇivanja u sˇirinu
bfs (izvor, ponor, graf) {
putPronaden = false;
postavi sve vrhove na "neposjecene";




while (q != empty) do {
x = q.dequeue();
y = 1;
while (y <= brVrhova) {













Za pokretanje programa trebamo josˇ matricu koja prikazuje vrhove i kapacitete bridova,
za nasˇ primjer sa slike 1.1
M =

0 10 8 0 5 0
0 0 0 3 0 5
0 3 0 10 3 0
0 0 0 0 0 8
0 0 0 3 0 10
0 0 0 0 0 0

.
Ako unesemo matricu M u nasˇ program, dobivamo razlicˇit izbor puteva od onih u
primjeru 3.3.1. Naime, racˇunalo odabire sljedec´e puteve:
s→ a→ t
s→ d → t
s→ a→ c→ t
s→ b→ c→ t
s→ b→ d → t
s vrijednostima toka 5, 5, 3, 5, 3.
Naravno, dobili smo isti krajnji rezultat. Maksimalan tok kroz mrezˇu iznosi | f | = 21.
Poglavlje 4
Prosˇirene verzije problema toka kroz
mrezˇu
Problem toka kroz mrezˇu od velike je vazˇnosti zbog svoje primjene kod rjesˇavanja velikog
broja problema. Opisujemo dva korisna prosˇirenja ovog problema. Navest c´emo kako se
ti problemi mogu reducirati na problem toka kroz mrezˇu te kako mozˇemo iskoristiti isti
algoritam za rjesˇavanje oba problema. Mnogi problemi izracˇunavanja, koji na prvi pogled
nemaju veze s tokom tvari kroz mrezˇu, mogu se svesti na jednu od ove dvije prosˇirene
verzije.
Prilikom definiranja prosˇirenih verzija problema toka kroz mrezˇu oslanjamo se na [1].
4.1 Prvo prosˇirenje: Cirkulacije sa zahtjevima
Primijetimo da u nasˇoj osnovnoj definiciji problema toka kroz mrezˇu imamo samo jedan
izvor s i jedan ponor t. No, sˇto ako imamo skup S izvora, koji generiraju tok, i skup T
ponora, koji mogu apsorbirati isti taj tok?
Kod ovakvog problema, tesˇko je odlucˇiti koji izvor ili ponor uzeti u obzir prilikom
pronalaska maksimalnog toka. Stoga, umjesto povec´avanja vrijednosti toka, promatramo
problem kod kojeg izvori imaju fiksne vrijednosti opskrbe (eng. supply values), dok ponori
imaju fiksne vrijednosti zahtjeva (eng. demand values). Cilj je poslati tok iz cˇvorova s
opskrbnim vrijednostima prema onima sa zadanim zahtjevima. U ovom slucˇaju, ne zˇelimo
maksimizirati odredenu vrijednost, vec´ zˇelimo zadovoljiti sve zahtjeve, koristec´i dostupne
opskrbne vrijednosti.
Pretpostavimo da imamo mrezˇu G = (V, E) s kapacitetima na bridovima. Svaki vrh
v ∈ V u mrezˇi G povezujemo sa zahtjevom dv. Ako je dv > 0, to znacˇi da vrh v ima zahtjev
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dv za tokom. Preciznije, vrh je ponor i zˇeli primiti dv jedinica toka visˇe nego sˇto sˇalje van.
Ako je dv < 0, to znacˇi da vrh v ima zalihu −dv. Vrh je izvor i zˇeli poslati −dv jedinica toka
visˇe nego sˇto prima. Ako je dv = 0, vrh v nije ni izvor, ni ponor. Pretpostavljamo da su svi
kapaciteti i zahtjevi cijeli brojevi. Sada formalno definiramo cirkulaciju sa zahtjevima.
Definicija 4.1.1. Kazˇemo da je f cirkulacija sa zahtjevima {dv}, ako je f funkcija koja
pridruzˇuje nenegativan realan broj svakom bridu i zadovoljava sljedec´a dva uvjeta.
1. Uvjeti kapaciteta: Za svaki brid e ∈ E, vrijedi 0 ≤ f (e) ≤ ce.
2. Uvjeti zahtjeva: Za svaki vrh v ∈ V , vrijedi f in(v) − f out(v) = dv.
Sada, umjesto problema maksimizacije, razmatramo problem izvedivosti (eng. feasibi-
lity problem). Zˇelimo znati postoji li cirkulacija koja zadovoljava navedene uvjete. Postoji
jednostavan uvjet koji mora vrijediti kako bi postojala izvediva cirkulacija — ukupan zbroj
svih zaliha mora biti jednak ukupnom zbroju svih zahtjeva.
Teorem 4.1.2. Ako postoji izvediva cirkulacija sa zahtjevima {dv}, tada vrijedi ∑v dv = 0.






Oznacˇimo prethodnu vrijednost s D. Navedimo josˇ neke teoreme bitne za problem cirku-
lacije sa zahtjevima i njegovu vezu s problemom maksimalnog toka.
Teorem 4.1.3. U mrezˇi G postoji izvediva cirkulacija sa zahtjevima {dv}, ako i samo ako
maksimalan s∗-t∗ tok u mrezˇi G′ ima vrijednost D. Ako su svi kapaciteti i zahtjevi u G cijeli
brojevi te postoji izvediva cirkulacija, tada postoji cjelobrojna izvediva cirkulacija.
Teorem 4.1.4. Graf G ima izvedivu cirkulaciju sa zahtjevima {dv}, ako i samo ako za sve
rezove (A, B) vrijedi ∑
v∈B
dv ≤ c(A, B).
Dokazi ovih teorema mogu se pronac´i u [1].
4.2 Drugo prosˇirenje: Cirkulacije sa zahtjevima i donjim
granicama
Ovaj problem je, zapravo, poopc´enje prethodno navedenog problema. Cˇesto kod primjena
ne zˇelimo samo zadovoljiti zahtjeve na odredene cˇvorove, vec´ zˇelimo ”prisiliti” tok da
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koristi odredene bridove. Zˇeljeni ucˇinak mozˇemo postic´i tako da, osim uobicˇajenih gornjih
granica koje predstavlja kapacitet svakog brida, dodamo i donje granice na bridove.
Promotrimo mrezˇu G = (V, E) s kapacitetom ce i donjom granicom le, za svaki brid e.
Pretpostavljamo da za svaki brid e vrijedi 0 ≤ le ≤ ce. Kao i kod prethodnog problema,
svaki cˇvor v, takoder, ima zahtjev dv koji mozˇe biti ili pozitivan ili negativan. Pretpostav-
ljamo da su svi zahtjevi, kapaciteti i donje granice cijeli brojevi. Zadane velicˇine imaju
isto znacˇenje kao u prethodnom problemu, dok donja granica le znacˇi da vrijednost toka u
bridu e mora iznositi najmanje le. U ovom slucˇaju, cirkulacija kroz mrezˇu mora zadovoljiti
sljedec´e uvjete:
1. Uvjeti kapaciteta: Za svaki brid e ∈ E, vrijedi le ≤ f (e) ≤ ce.
2. Uvjeti zahtjeva: Za svaki vrh v ∈ V , vrijedi f in(v) − f out(v) = dv.
Ponovno nas zanima postoji li izvediva cirkulacija koja zadovoljava navedene uvjete. Zˇe-
limo svesti ovaj problem na problem pronalazˇenja izvedive cirkulacija sa zahtjevima, ali
bez donjih granica. Vec´ smo vidjeli da se problem pronalazˇenja izvedive cirkulacije sa
zahtjevima mozˇe svesti na klasicˇni problem pronalaska maksimalnog toka.
Znamo da kroz svaki brid e trebamo poslati barem le jedinica toka. Stoga, definiramo
pocˇetnu cirkulaciju f0 kao f0(e) = le. Pocˇetna cirkulacija f0 zadovoljava uvjete kapaci-
teta i za donje i za gornje granice. No, moguc´e je da ne zadovoljava sve uvjete zahtjeva.
Oznacˇimo velicˇinu





e out o f v
le
s Lv. Ako je Lv = dv, tada smo zadovoljili uvjet zahtjeva na v. Ako nije, tada moramo
nadrediti (eng. superimpose) cirkulaciju f1 prije cirkulacije f0. Time bismo rijesˇili ”nerav-
notezˇu” u v. Dakle, trebamo f in1 (v) − f out1 (v) = dv − Lv. Postavlja se pitanje koliko nam je
preostalo kapaciteta s kojim bismo mogli postic´i trazˇenu vrijednost. Obzirom da smo vec´
pustili le jedinica toka kroz svaki brid e, preostaje nam josˇ ce − le jedinica toka.
Konstruiramo graf G′ s istim vrhovima i bridovima, kapacitetima i zahtjevima, ali bez
donjih granica. Neka kapacitet brida e bude ce − le te neka zahtjev na cˇvor v bude dv − Lv.
Tvrdimo da je nasˇa konstrukcija ekvivalentna pocˇetno zadanom grafu, ali bez donjih
granica. Stoga mozˇemo iskoristiti isti algoritam i za rjesˇavanje ovog problema.
Navedimo teorem na koji c´emo se pozivati prilikom rjesˇavanja problema provodenja
nadzora i odredivanja rasporeda letenja.
Teorem 4.2.1. Izvediva cirkulacija u grafu G postoji, ako i samo ako postoji izvediva
cirkulacija u grafu G′. Ako su svi zahtjevi, kapaciteti i donje granice u grafu G cijeli
brojevi te postoji izvediva cirkulacija, tada postoji izvediva cirkulacija koja je cjelobrojna.
Dokaz teorema mozˇe se pronac´i u [1].
Poglavlje 5
Primjene problema toka kroz mrezˇu
Vazˇnost problema toka kroz mrezˇu zapravo se ne temelji na modeliranju toka kroz mrezˇu,
vec´ u cˇinjenici da mnogi netrivijalni kombinatorni problemi mogu biti rijesˇeni u polinom-
nom vremenu, ako ih svedemo na problem pronalazˇenja maksimalnog toka ili minimalnog
reza u usmjerenom grafu. U ovom poglavlju donosimo dva primjera kada je moguc´e neki
problem svesti na problem toka kroz mrezˇu. Kod rjesˇavanja slicˇnih problema, ponekad je
potrebno trazˇenje maksimalnog toka, a ponekad minimalnog reza. Dakle, i maksimalan
tok i minimalan rez su podjednako vazˇni alati u rjesˇavanju mnogih problema. Primjeri koje
navodimo su preuzeti iz [1].
5.1 Provodenje nadzora
Za pocˇetak c´emo navesti jedan jednostavan primjer, kojeg c´emo nazvati provodenje nad-
zora. Provodenje nadzora je zadatak koji cˇesto zahtijevaju mnoge tvrtke koje zˇele saznati
povratnu informaciju od svojih potrosˇacˇa. Zanima ih u kojoj mjeri su njihovi potrosˇacˇi
zadovoljni uslugom koju tvrtka pruzˇa. Ovaj problem ilustrira kako se konstrukcija, koja se
inacˇe koristi pri rjesˇavanju problema bipartitnih grafova, mozˇe prirodno iskoristiti u bilo
kojem slucˇaju, gdje zˇelimo oprezno uskladiti odluke na skupu koji sadrzˇi visˇe opcija. U
ovom slucˇaju, to bi bilo sastavljanje upitnika uskladivanjem vazˇnih pitanja namijenjenih
populaciji potrosˇacˇa.
Opis problema
Najvec´i problem u podrucˇju prikupljanja podataka (data mining) je upravo istrazˇivanje o
uzorcima preferencija potrosˇacˇa. Uzmimo tvrtku koja prodaje k proizvoda te posjeduje
bazu podataka sa zapisima o kupovini velikog broj potrosˇacˇa. Podatke prikuplja pomoc´u
kartica kluba vjernosti. Tvrtka zˇeli provesti nadzor slanjem posebno sastavljenih upitnika
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odredenoj grupi od n potrosˇacˇa. Cilj istrazˇivanja je saznati koje proizvode potrosˇacˇi prefe-
riraju. Istrazˇivanje se temelji na sljedec´im smjernicama.
1. Svaki potrosˇacˇ c´e dobiti pitanja o odredenom skupu proizvoda.
2. Potrosˇacˇ mozˇe biti ispitan samo o proizvodima koje je kupio.
3. Kako bi upitnici bili informativni, ali ne predugi, da ne odbiju potrosˇacˇe od ispunja-
vanja, svakog potrosˇacˇa i treba pitati o ci do c′i proizvoda.
4. Kako bismo prikupili dovoljno podataka o svakom proizvodu, moramo ispitati od p j
do p′j razlicˇitih potrosˇacˇa o proizvodu j.
Formalno, problem provodenja nadzora sastoji se od bipartitnog grafa G cˇiji vrhovi
predstavljaju potrosˇacˇe i proizvode. Izmedu potrosˇacˇa i i proizvoda j nalazi se brid ako
je potrosˇacˇ i kupio taj proizvod j. Za svakog potrosˇacˇa i = 1, . . . , n, imamo ogranicˇenja
ci ≤ c′i na broj proizvoda o kojima mozˇe biti pitan. Za svaki proizvod j = 1, . . . , k, imamo
ogranicˇenja p j ≤ p′j na broj razlicˇitih kupaca koje treba ispitati o proizvodu j. Postavlja se
pitanje mozˇe li se napisati upitnik za svakog potrosˇacˇa, tako da zadovoljava sve navedene
uvjete.
Konstrukcija algoritma
Problem rjesˇavamo tako da ga svedemo na problem cirkulacije sa zahtjevima i donjim
granicama u mrezˇi G′, kao na slici 5.1.
Kako bismo dobili graf G′ iz grafa G, bridove u grafu G usmjeravamo od potrosˇacˇa
prema proizvodima. Dodajemo josˇ vrhove s i t, s bridovima (s, i) za svakog potrosˇacˇa
i = 1, . . . , n i bridovima ( j, t) za svaki proizvod j = 1, . . . , k, te brid (t, s). Cirkulacija u
ovoj mrezˇi odgovara nacˇinu na koji su postavljana pitanja. Tok kroz brid (s, i) je jednak
broju proizvoda ukljucˇenih u upitnik namijenjen potrosˇacˇu i. Stoga, taj brid ima kapacitet
c′i i donju granicu ci. Tok kroz brid ( j, t) odgovara broju potrosˇacˇa kojima je postavljeno
pitanje o proizvodu j. Stoga, taj brid ima kapacitet p′j i donju granicu p j. Svaki brid (i, j),
koji je usmjeren od potrosˇacˇa ka proizvodu kojeg je taj potrosˇacˇ kupio, ima kapacitet 1 i
donju ogradu 0. Tok kroz brid (t, s) odgovara ukupnom broju postavljenih pitanja. Dakle,
mozˇemo mu dodijeliti kapacitet
∑
i c′i i donju granicu
∑
i ci. Svi vrhovi imaju zahtjev 0.
Nasˇ algoritam konstruira mrezˇu G′ i provjerava postoji li izvediva cirkulacija.
Analiza algoritma
Teorem 5.1.1. Graf G′, konstruiran u gore opisanom algoritmu, ima izvedivu cirkulaciju,
ako i samo ako postoji izvedivi (eng. feasable) nacˇin za konstrukciju nadzora.
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Slika 5.1: Provodenje nadzora
Dokaz. Prethodno opisana konstrukcija direktno sugerira nacˇin na koji bismo mogli provo-
denje nadzora pretvoriti u odgovarajuc´i tok. Neka brid (i, j) prenosi jednu jedinicu toka ako
je potrosˇacˇu i postavljeno pitanje o proizvodu j u nadzoru. Inacˇe ne prenosi nikakav tok.
Neka je tok kroz brid (s, i) broj pitanja postavljenih potrosˇacˇu i. Neka je tok kroz brid ( j, t)
broj potrosˇacˇa kojima je postavljeno pitanje o proizvodu j, dok je tok kroz brid (t, s) ukupan
broj postavljenih pitanja. Taj tok zadovoljava 0 zahtjeva, stoga vrijedi zahtjev ocˇuvanja
toka u svakom vrhu. Ako nadzor zadovoljava ova pravila, tada pripadni tok zadovoljava
kapacitete i donje granice.
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Obratno, ako je problem cirkulacije izvediv, tada po teoremu 4.2.1 postoji izvediva cje-
lobrojna cirkulacija, a takva cjelobrojna cirkulacija prirodno odgovara izvedivom provode-
nju nadzora (eng. feasible survey design). Potrosˇacˇ i c´e biti ispitan (surveyed) o proizvodu
j, ako i samo ako brid (i, j) prenosi jednu jedinicu toka. 
5.2 Raspored letenja
Problem izrade rasporeda letenja u stvarnom zˇivotu je jako kompliciran. Aviokompanije se
susrec´u s mnogo zahtjeva. Broj ruta koje moraju uskladiti svaki dan mjeri se u tisuc´ama.
Takoder, moraju uskladiti posadu, odrzˇavanje zrakoplova te udovoljiti potrebama putnika.
Osim toga, moraju voditi racˇuna o nepredvidivim situacijama, poput vremenskih neprilika
i kvarova. Mi svodimo ovaj problem na sˇto jednostavniji primjer, koji bi nam mogao
posluzˇiti kao temelj u rjesˇavanju nekih drugih problema. Stoga c´emo zanemariti navedene
komplikacije i rjesˇavamo samo pojednostavljeni slucˇaj.
Opis problema
Pretpostavimo da je zadan skup od m letova. Jedan let j odreden je s cˇetiri parametra:
aerodromom s kojeg polijec´e, aerodromom na koji slijec´e, vremenom polaska i vremenom
dolaska. Na slici 5.2 je prikazan jednostavan primjer sa sˇest letova u jednom danu.
BOS 6 DCA 7 DCA 8 LAX 11 LAS 5 SEA 6
PHL 7 PIT 8 PHL 11 SFO 2 SFO 2.15 SEA 3.15
Slika 5.2: Raspored letenja (a)
Navedimo popis tih letova:
1. Boston (polazak 6 A.M.) – Washington DC (dolazak 7 A.M.)
2. Philadelphia (polazak 7 A.M.) – Pittsburgh (dolazak 8 A.M.)
3. Washington DC (polazak 8 A.M.) – Los Angeles (dolazak 11 A.M.)
4. Philadelphia (polazak 11 A.M.) – San Francisco (dolazak 2 P.M.)
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5. San Francisco (polazak 2:15 P.M.) – Seattle (dolazak 3:15 P.M.)
6. Las Vegas (polazak 5 P.M.) – Seattle (dolazak 6 P.M.)
Uocˇimo da je u letovima ukljucˇeno vrijeme polijetanja i slijetanja, kao i aerodromi
polijetanja i slijetanja. Moguc´e je koristiti isti zrakoplov za let i i let j, ako osiguramo da
vrijedi:
1. Mjesto dolaska leta i je upravo mjesto polaska leta j i ima dovoljno vremena za
odrzˇavanje zrakoplova izmedu ta dva leta.
2. Mozˇemo dodati let izmedu leta i i leta j, tako da zrakoplov dode od mjesta dolaska
leta i do mjesta polaska leta j u adekvatnom vremenu.
Tako bismo, na primjer, isti zrakoplov mogli koristiti za letove (1), (3) i (6). Taj zrako-
plov bi najprije trebao pricˇekati u Washingtonu izmedu letova (1) i (3), te ubaciti neki let
izmedu letova (3) i (6). Na slici 5.3 su prikazani takvi letovi.
BOS 6 DCA 7 DCA 8 LAX 11 LAS 5 SEA 6
PHL 7 PIT 8 PHL 11 SFO 2 SFO 2.15 SEA 3.15
Slika 5.3: Raspored letenja (b)
Formulirajmo problem. Situaciju c´emo modelirati kao jako opc´eniti slucˇaj. Samo c´emo
rec´i da je let j dohvatljiv iz leta i, ako je moguc´e iskoristiti isti zrakoplov za let i i za let j.
Zanemarit c´emo vrijeme potrebno za odrzˇavanje zrakoplova i profitabilnost pojedinog leta.
Postavljanje problema ukljucˇuje i letove i specifikacije parova (i, j), pri cˇemu je kasniji let
j dohvatljiv iz ranijeg leta i. Ti parovi mogu tvoriti proizvoljan usmjereni aciklicˇki graf.
Cilj je odrediti je li moguc´e odrzˇati svih m letova, koristec´i najvisˇe k zrakoplova. Znacˇi,
trebamo pronac´i nacˇin da sˇto efikasnije iskoristimo zrakoplove za sˇto visˇe letova.
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Konstrukcija algoritma
Sada opisujemo algoritam za rjesˇavanje problema rasporeda letenja, koji se temelji na pro-
blemu toka kroz mrezˇu. Neka jedinice toka predstavljaju zrakoplove. Svaki let c´emo prika-
zati pomoc´u jednog brida. Gornje i donje granice kapaciteta na tim bridovima postavljamo
na 1. Time osiguravamo da na svakom bridu postoji tocˇno jedna jedinica toka. Za svaki let
postoji tocˇno jedan zrakoplov. Neka brid (ui, vi) predstavlja let i i brid (u j, v j) predstavlja
let j. Ako je let j dohvatljiv iz leta i, onda postoji brid iz vrha vi u vrh u j s kapacitetom 1.
Na ovaj nacˇin, jedinica toka mozˇe proc´i kroz brid (ui, vi) i prijec´i direktno u (u j, v j), kao sˇto
je prikazano na slici 5.3. Ako dodamo josˇ vrhove izvora i ponora, dobivamo mrezˇu toka.
Definirajmo formalno skup vrhova grafa G.
1. Za svaki let i, graf G ima dva vrha, ui i vi.
2. G ima izvor s i ponor t.
Definiramo skup bridova grafa G.
1. Za svaki let i, postoji brid (ui, vi) s donjom granicom 1 i kapacitetom 1. (Svaki let s
popisa se mora odrzˇati.)
2. Za svaki let i i svaki let j, takve da je let j dohvatljiv iz leta i, postoji brid (vi, ui) s
donjom granicom 0 i kapacitetom 1. (Mozˇemo koristiti isti zrakoplov za letove i i j.)
3. Za svaki let i, postoji brid (s, ui) s donjom granicom 0 i kapacitetom 1. (Svaki zrako-
plov mozˇe zapocˇeti dan s letom i.)
4. Za svaki let j, postoji brid (v j, t) s donjom granicom 0 i kapacitetom 1. (Svaki zra-
koplov mozˇe zavrsˇiti dan s letom j.)
5. Postoji brid (s, t) s donjom granicom 0 i kapacitetom k. (Ako imamo visˇe zrakoplova
koji nam nisu potrebni, ne moramo ih iskoristiti za niti jedan od letova.)
Vrh s zahtijeva −k jedinica toka, a vrh t zahtijeva k jedinica toka. Svi ostali vrhovi zahtije-
vaju 0 jedinica toka.
Analiza algoritma
Dokazujemo da algoritam za odredivanje rasporeda letenja radi korektno.
Teorem 5.2.1. Postoji nacˇin da se odrzˇe svi letovi koristec´i najvisˇe k zrakoplova, ako i
samo ako postoji izvediva cirkulacija u mrezˇi G.
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Dokaz. Najprije pretpostavimo da postoji nacˇin da odrzˇimo sve letove, koristec´i k′ ≤ k
zrakoplova. Skup letova izveden svakim pojedinim zrakoplovom definira put P u mrezˇi
G. Pusˇtamo jednu jedinicu toka u svaki takav put P. Kako bismo zadovoljili potpune
zahtjeve na vrhove s i t, pusˇtamo k − k′ jedinica toka kroz brid (s, t). Dobivena cirkulacija
zadovoljava sve zahtjeve kapaciteta i uvjeta donjih granica.
Obratno, promotrimo izvedivu cirkulaciju u mrezˇi G. Iz teorema 4.2.1 znamo da pos-
toji izvediva cirkulacija s cjelobrojnim vrijednostima toka. Pretpostavimo da je poslano
k′ jedinica toka kroz sve bridove, osim brida (s, t). Obzirom da svi ostali bridovi imaju
vrijednost kapaciteta 1 i cirkulacija je cijeli broj, svaki takav brid koji prenosi tok sadrzˇi
tocˇno jednu jedinicu toka.
Sada c´emo to pretvoriti u raspored, tako da pretvorimo tok u skup puteva. Promotrimo
brid (s, ui) koji prenosi jednu jedinicu toka. Prema zakonu ocˇuvanja slijedi da brid (ui, vi)
prenosi jednu jedinicu toka. Nastavimo li u ovom smjeru, mozˇemo konstruirati put P od s
do t, takav da svaki brid na tom putu prenosi jednu jedinicu toka. Taj postupak mozˇemo
primijeniti na svaki brid oblika (s, ui), koji prenosi jednu jedinicu toka. Na ovaj nacˇin,
dobili smo k′ puteva od vrha s do vrha t, od kojih se svaki sastoji od bridova koji prenose
po jednu jedinicu toka. Sada svakom putu P, kojeg smo kreirali na ovaj nacˇin, mozˇemo
pridruzˇiti jedan zrakoplov, kako bismo odrzˇali sve letove koje taj put sadrzˇi. 
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Sazˇetak
U ovom radu govorimo o problemu toka kroz mrezˇu. Najprije definiramo neke osnovne
pojmove koji su nam potrebni za daljnje razmatranje problema. Potom opisujemo Ford-
Fulkersonov algoritam, koji je jedan od najznacˇajnijih algoritama za rjesˇavanje problema
toka kroz mrezˇu. Analiziramo slozˇenost algoritma te na primjeru pokazujemo kako se
mozˇe izracˇunati maksimalan tok kroz mrezˇu pomoc´u ovog algoritma. Prije same analize,
navodimo teorem maksimalnog toka, odnosno, minimalnog reza, koji govori o odnosu ta
dva problema.
Nakon Ford-Fulkersonovog algoritma, opisujemo Edmonds-Karpov algoritam, koji je,
zapravo, jedno poboljsˇanje Ford-Fulkersonovog algoritma.
Zatim uvodimo neka prosˇirenja problema toka kroz mrezˇu, poput cirkulacija sa zah-
tjevima i cirkulacija sa zahtjevima i donjim granicama. Navedena prosˇirenja posluzˇit c´e
nam kod rjesˇavanja problema provodenja nadzora i odredivanja rasporeda letenja. Problem
provodenja nadzora i problem odredivanja rasporeda letenja samo su neke od primjena pro-
blema toka kroz mrezˇu.
Summary
In this paper we talk about the network flow problem. First of all, we define some of
the basic terms needed for the future analysis of the problem. Then we describe the Ford-
Fulkerson algorithm, which is one of the most important algorithms for solving the network
flow problem. We analyse the complexity of the Ford-Fulkerson algorithm and also de-
monstrate by example how to compute the maximum flow by using this algorithm. Before
the complexity analysis, we first talk about Max-Flow/Min-Cut Theorem, that talks about
the relationship between maximum flow and minimum cut problems.
After describing Ford-Fulkerson’s algorithm, we describe the Edmonds-Karp algo-
rithm, which is, actually, one of improvements of the Ford-Fulkerson algorithm.
Finally, we introduce some extensions of the maximum flow problem, like circulati-
ons with demands and circulations with demands and lower bounds. Above mentioned
extensions of the maximum flow will be used to solve the problem of survey design and
airline scheduling. Survey design and airline scheduling are just some applications of the
maximum flow problem.
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