Abstract
Introduction
Informal experiments with software requirements engineers and software testers [1] have shown that scenarios are an easy way of beginning the process of software requirements elicitation or test case development. Scenario developers have no difficulty in writing down the most obvious or nominal scenarios that capture a system's core functional use cases or most important (i.e., highest risk) interactions. Often, a set of nominal scenarios is enough to facilitate communication between project stakeholders. More generally, however, it is also necessary to elicit the non-nominal scenarios, that is, those scenarios that represent alternative, exceptional, similar or simply less likely scenarios. A collection of nominal and non-nominal scenarios provides a more complete description of a system than a set of nominal scenarios alone, and is, therefore, more useful in analysis, verification, and code generation.
In this paper, we sketch a preliminary methodology for developing a complete scenario description from an initial set of nominal scenarios. The key idea is to use the nominal scenarios as a base from which to generate nonnominal scenarios. In addition, metrics will be presented that identify when a scenario description is complete or, more pragmatically, complete enough.
Our methodology applies where a complete scenario model does not already exist. It is independent of the scenario notation, but will be presented in the context of UML in this paper.
Motivation
As motivation, consider an example from the air traffic control domain. In air traffic parlance, a conflict between two aircraft in airspace occurs when a minimum horizontal and vertical separation distance between the aircraft is no longer maintained. Nominal scenarios for this example might be: (1) the flight management system (FMS) in an aircraft detects a conflict; (2) ground control software (GCS) detects a conflict. Such scenarios are easy to write down as they describe the most obvious sequence of events. To further develop the specification, however, the designer must consider what happens if both FMS and GCS detect a conflict. In particular, the following questions should be resolved:
• Should the conflict resolution strategy of the FMS take priority over those of the GCS? If so, at what points can the strategy of the FMS take control? • If a resolution strategy is already underway when a new conflict is detected, what action should be taken?
• Is this action independent of the progress of the resolution strategy when the new conflict is detected? Such questions (and many others) flesh out the specification of the conflict detection component, but these questions are more difficult to represent because they deal with less obvious situations -they are the nonnominal scenarios. At some point, it makes sense to switch to some other design activity (e.g., state-based design) to describe all the details, but many of these nonnominal situations can (and should) be represented at the level of scenarios. A methodology for supporting the process of completing the scenarios should guide the scenario writer both in when to transition to other design activities (i.e., when to decide that scenario writing is complete) and how to elicit additional scenarios.
Methodology
The methodology that we propose contains three key ideas. Firstly, it is based on generalization and refinement of the nominal scenarios. Concretely, we advocate a generalization/refinement process in which additional detail added to nominal scenarios is captured through a systematic analysis of the nominal scenarios.
Secondly, the methodology supports the use of state machine synthesis algorithms (e.g., [2, 3] ) as a way of validating the set of nominal and non-nominal scenarios. The methodology is in fact iterative wherein generalizations/refinements can be validated by transforming scenarios into executable state machines and simulating those state machines (see Figure 1) .
Thirdly, the methodology proposes a number of metrics to decide when the scenario elicitation process is complete.
Although our methodology is notation-independent, we will focus in this paper on UML interaction diagrams. UML2.0 [4] provides a much richer set of constructs for interaction modeling than previous versions of UML. The methodology can be realized in UML2.0 by applying generalization/refinement to introduce the more complex modeling constructs from UML2.0. 
Generalization/Refinement
The methodology is presented as a series of issues that can be used to generalize/refine each nominal scenario (and each non-nominal scenario in later iterations). Issues are in the form of question-action-alternatives triples. Each issue has a context which can be component, message or scenario depending on whether the issue applies to a component in a scenario, a message or the entire scenario. For each issue, the scenario developer should ask the question, and, in the case of a positive response, should extend the scenario description according to the guidelines of the action or one of the alternative actions.
Appendix A shows the set of issues currently considered in our methodology (alternatives are omitted due to lack of space). We assume that each component is typed. The statement component : type can be interpreted differently depending on which scenario notation is being used. For UML sequence diagrams, component could be an object and type a class.
Issues 2.1-2.7 and 2.9-2.10 are all concerned with introducing notation from UML2.0 sequence diagrams. They can be seen as a way of systematically adding such notations. Although we use UML2.0, there would be analogous issues for other complex scenario notations, e.g., LSCs ( [5] ). Issues 1.2-1.5 introduce additional notations not part of UML2.0, namely the introduction of multiobjects/roles and universal/existential messages. References to these constructs can be found in [2, 10, 3] . An alternative action in these cases would be to introduce additional, architectural components (cf. [6] ). For instance, sending a message to all components of a certain type can be handled by a Publisher component that receives the message and then forwards it to all interested parties.
Issue 3.1 relates to properties of the scenario as a whole. Although we have only listed one issue with a scenario context here, we expect there to be many more. 3.1 concerns a common pitfall of using sequence chart notations in which two messages may appear to be ordered based on their vertical positions in the graphical representation of the scenario, but because the messages apply to different components without any explicit message-passing between the lifelines, the sequence chart semantics does not imply an orderingsee Figure 2 , in which it appears that m2 comes before m1 when, in fact, the semantics allows either ordering. This is a well-known problem and has been studied in the context of implied scenarios [7] and causal MSCs [8] . One solution is to introduce an additional message to synchronize the components if the graphical ordering is required.
Issue 2.11 is perhaps the most interesting. Scenarios show an example path through a system. It is often the case that although one message precedes another in a particular scenario, the messages may be independent in general. As a simple illustration, consider the air traffic control example again. A scenario might state that GCS detects a conflict, then alarm is sounded. More generally, however, the sounding of the alarm does not depend on detection by GCS -detection could be by FMS or some 
State Machine Synthesis
Our methodology advocates the use of state machine synthesis algorithms so that scenarios can be quickly simulated/validated. In effect, our methodology provides a way of "preparing" scenarios for synthesis. The result of this preparation is that the state machines generated are much closer to the intended behavior of the system.
Metrics
The question remains, however, when can the "preparation" of scenarios end? We answer this question by providing a set of metrics that determine when scenario design should stop and state machine design should begin. Our work on metrics is still at a preliminary stage, so we merely list some candidate metrics here. Note, however, that we envisage the following categories of metrics to be useful.
• Complexity metrics that measure the complexity of the scenarios, e.g., a metric to measure the complexity based on the use of the more complex UML2.0 notations. Given enough experience, thresholds could be derived. If the scenarios reach the threshold of the complexity metric, scenario writing can stop.
• Completeness metrics that measure how many more scenarios should be elicited. Examples would be coverage metrics based on whether the scenarios adequately cover the use cases, the component participants, the requirements document, or a set of properties.
• Metrics based on desirable features of a set of scenarios (similar in spirit to cohesion/coupling metrics for objects). An example would be a measure of the number of overlapping subsequences of messages across scenarios. Given a large enough threshold, the subsequence would be a candidate to extract into a separate scenario that could be referenced by other scenarios.
Example: Shuttle System
In this section, we show how the methodology can be applied to a shuttle system case study [9] . In this case study, autonomous shuttles transport passengers between stations. Contracts for transport are awarded by a broker based on whichever shuttle's bid is lowest. Figure 3 shows a nominal scenario that shows the case of two competing shuttles. The broker should not accept the highest bid 2. 10 The order/bid for each shuttle can be split into parallel fragments 2.11
Message 4 does not depend on 3 (this one is ok because of the partial order semantics). Message 6 does not depend on message 2. Messages 6,7 do not depend on message 5. Message 8 does not depend on messages 4-7. Message 11 does not depend on messages 4 and 5. Table 1 : Issues for the Shuttle System Using this nominal scenario as a base, we can apply our methodology to generalize the scenario. Table 1 describes relevant issues for this scenario.
Note that some of the issues in Table 1 overlap -in the sense that one action may resolve multiple issues. For example, introducing parallel fragments for each shuttle (2.10) also solves the dependency issues between messages 6 & 7 and message 5. There is a trade-off in deciding which issues to resolve. As a result, the scenarios output from the methodology may look quite different depending on which strategy has been employed.
Note also that, like any methodology, the rules are not intended to be applied in a regimented fashion. Newcomers to the methodology will likely go through each individual component or message in a nominal scenario and examine each issue. With time, users get a feel for spotting the most important issue for a particular set of messages and do not need to go through Table 1 religiously.
Implications for Synthesis
Like any algorithm, synthesis algorithms are limited in effectiveness by the quality of their input data. By their nature, scenarios do not make good input data because they lack structure and decomposition. By applying the methodology, however, structure can be systematically introduced into a set of scenarios. The benefit for synthesis is that the state machines that are generated are also better structured and are more in line with the designer's intentions.
We illustrate using a specific example. Figure 4 shows a state machine for Broker that might be generated by a typical synthesis algorithm from the nominal scenario in Figure 3 . Note that Figure 4 only sends a newOrder signal to two shuttles, and that it cannot decide to grant an offer until exactly two bids have been received. Worse, the offer time-range is dependent on the receipt of those bids -the offer will timeout only if two bids have been received. Synthesis has assumed that offerTimeEnds is dependent on makeBid, when in reality, it is not.
A more useful state machine is given in Figure 5 . In this state machine, any number of shuttles may be involved and the offer timeouts irrespective of how many bids have been received.
There are two points to note about these state machines. Firstly, simply by enumerating all possible scenarios, it is unlikely that the state machine in Figure 5 could be generated. It would be extremely difficult, if not impossible, to cater for all possible numbers of shuttles and all possible orderings of the newOrder.send() and makeBid signals. Secondly, it is, of course, possible that the user could decide to refactor the state machine of Figure 4 into that of Figure 5 . However, in general, the refactoring process involved in such a transformation would be tricky at best. We hypothesize that imposing structure and variation points on the scenarios up-front leads to a more natural way of generating state machines (especially for non-technical personnel). It should be noted that our work is still at a preliminary stage and we currently do not have a synthesis algorithm that could generate a state machine as shown in Figure 5 . The point of this example is merely to point out that synthesis algorithms based solely on unstructured scenario traces are unlikely to lead to effective state machines. Note that the problem is not solved by more expressive scenario languages such as interaction diagrams in UML2.0, MSCs, or LSCs. Although these languages provide more expressive notations that may capture some of the more interesting interactions, ultimately methodological support is needed to effectively apply these notations.
Conclusion
This paper presented a novel methodology for eliciting behavioral scenarios based on a systematic generalization/refinement of a core set of nominal scenarios. It was shown that such a methodology can be used in concert with state machine synthesis algorithms for early software lifecycle validation. In addition, the methodology can be seen as a way to "prepare" scenarios for synthesis -the result being that the state machines produced by synthesis match more closely those that might have been produced by an expert designer.
We have omitted some interesting issues relating to the methodology. In particular, we have not considered relationships between scenarios. We have also not included support within the methodology for high-level sequence charts such as hMSCs or interaction overview diagrams in UML2.0. Methodological guidelines are also needed to guide scenario writers in how to convert a set of nominal scenarios into a set of high-level sequence charts.
Finally, the distinction between nominal and nonnominal scenarios is currently unclear -one person's nominal scenario may be another's non-nominal scenario. Further work will consider alternative classification methods for scenarios.
