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Resum 
 
Durant el quadrimestre de tardor del curs 2007-2008, he estat realitzant de forma 
conjuntament, les practiques d’empresa i el projecte fi de carrera al Centre Tecnològic 
per a la industria Aeronàutica i de l’Espai (CTAE). 
 
La oportunitat de treballar al CTAE va sorgir arran de la seva necessitat de trobar 
becaris disposats a treballar en el desenvolupament d’un navegador GPS en post 
processat mitjançant Matlab, que serviría com a prototip d’un navegador a temps real 
implementat dins d’un receptor software GPS. Recentment, havia cursat les 
assignatures de RADARTEL i MATLAB, de manera que tenia frescos alguns 
conceptes necessaris per a dur-lo a terme i van decidir confiar-me aquesta tasca. 
D’altra banda, CTAE tenia contactes amb Dagoberto Salazar, professor de la 
universitat i membre de gAGE (research group in Astronomy and GEomatics) que ja 
tenia experiència en el desenvolupament de software de navegació GPS amb C++. 
Això, sumat a les característiques del treball - treball individual, extensió, idioma i 
combinació de conceptes teòrics i pràctics - , creaven les condicions ideals per 
plantejar aquesta tasca com a treball fi de carrera. 
 
Aquest navegador GPS, ha de ser capaç de calcular posicionament a partir de les 
dades contingudes en un fitxer RINEX. RINEX (Receiver Independent EXchange 
format), és un estàndard que defineix un format per emmagatzemar mesures 
realitzades per un receptor GPS. La gran avantatge de RINEX és que en unificar el 
format, ens permet post-procesar dades provinents de qualsevol receptor, evitant 
incompatibilitats degudes a l’ús de diferents formats utilitzats pels fabricants. 
 
Segons el “working plan” (adjunt) del CTAE, la creació del navegador GPS es realitza 
en dues etapes. La primera és desenvolupar un lector de fitxers RINEX capaç de llegir 
i emmagatzemar en una estructura de dades tot el seu contingut. I la segona part, és 
aquella on es desenvolupa el navegador pròpiament dit, que funciona sobre 
l’estructura de dades creada pel lector de RINEX. Dit això, s’entén que aquest 
document és un recull dels conceptes i coneixements més importants en la seva 
elaboració. 
 
Per aquest motiu, el treball consta de tres capitols ben diferenciats. El primer, 
representa l’apartat teoric on s’expliquen els aspectes teorics que s’han de considerar 
durant el desenvolupament d’un navegador GPS. És un apartat clau que proporciona 
la base sobre la qual s’ha construït l’aplicació pràctica. Es tracta d’una especie de 
manual de instruccions que detalla els procediments principals que el navegador ha 
de ser capaç de dur a terme.  
 
El segon capitol, és una descripció d’alt nivell de l’estructura del lector RINEX i el de 
l’estructura dels “scripts” o funcions que conformen el navegador i d’alguns algoritmes 
importants. 
 
Per últim, al tercer capitol s’analitzen resultats i es proposen futures millores o 
continuacions del treball. 
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Overview 
 
During the autumn course 2007-2008 I was carring out the enterprise practices 
and the final project in “Centre Tecnològic per a la industria Aeronàutica i de 
l’Espai” (CTAE). 
 
The opportunity to work on CTAE cames up from the need of find a trainee 
engineer to develop a post-process GPS navigator using Matlab that may be a 
prototype of a real-time one implemented within a GPS software receiver. 
Recently, I just had studied RADARTEL and MATLAB, so I had fresh concepts 
about and they decide to trust in me to do it. On the other hand, CTAE had 
contacts with Dagoberto Salazar, UPC teacher and gAGE (research group in 
Astronomy and GEomatics) member, who has experience programming GPS 
navigation software in C++. This plus the specifications of the project –
individual work, extention, idiom and combination of theory and practise – 
created the ideal framework to propose it as my final project degree. 
 
The GPS navigator should be able to calculate positioning from the data 
contained within RINEX data files.RINEX. RINEX (Receiver Independent 
EXchange format), is a standard that defines a format to save measurements 
made by a GPS receiver. The big advantage of RINEX is that unificating the 
format; it allows us to post-process data from any receiver, avoiding problems 
due to different brands incompatibilities. 
 
According to the working plan (attached) of CTAE, the creation of the GPS 
navigator has to be carried out through to stages. The first one is developing a 
RINEX reader able to read and save all data into a defined structure. And the 
second one is the implementation of the navigator over the data structure 
provided by the RINEX reader. Therefore, this document gathers the 
background or the needed knowledge to understand and create a software 
GPS navigator. 
 
The body of this report is arranged in three main chapters. The first one sets 
the theoric bases, where the navigator will be built. It is a key section that is 
used as a guide or a manual during the implementation. 
 
The second chapter is a high-level description of the RINEX reader and 
navigator’s structure, as well as a description of the most important algorithms 
through diagramflows. 
 
Finally, the third chapter is focused on analyse the results and propose some 
improvements or next steps which could be done in a following project. 
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INTRODUCTION 
 
 
The main objective of this project is to understand how GPS works and to 
implement a GPS software navigator using Matlab. 
 
This project is a summary of the acquired knowledge during my enterprise 
practises in CTAE (Centre Tecnològic per a la Indústria Aeronàutica i de 
l’Espai), developing a GPS software navigator.  
 
Specifically, this application will be able to calculate a valid position from the 
input RINEX (a standard format used in navigation) files, which contain the 
navigation messages and the observables recorded by a GPS receiver. It 
means that the resulting Matlab application works in a post-process mode, 
using information previously generated by a GNSS receiver. Besides, this 
development could be the first step to implement a real-time software receiver 
using another programming language, such as C++. 
 
This report is formed by three chapters: The first one is an introduction to GPS 
principles that contains the background knowledge needed to understand the 
operations carried out in a GPS navigator. This chapter is used as a guide 
during the implementation. The second chapter describes in detail the 
algorithms of all the Matlab scripts produced as well as their interaction to 
obtain positioning.Be aware, however, that this document does not contain code 
because the final application is developed for CTAE and, here, I would like to 
highlight the related theoretical concepts. Finally, the last chapter is focused on 
analysing the positioning results of the navigator, comparing it with other 
validated positioning software, mainly with the “GPS Toolkit” developed, 
between others, by Dagoberto Salazar, a member of gAGE (research group of 
Astronomy and GEomatics).  
 
Summarising, this document explains all the intermediate steps and knowledge 
needed to build a code-based GPS navigator. Starting with a general definition 
of the GPS system and dealing with the technical aspects such as the 
algorithms to calculate a valid position, corrections, and the RINEX format. 
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CHAPTER 1: What is GPS? How does it work? 
 
From immemorial times, people have travelled around the world looking for new 
lands, transporting, trading products with neighbour communities, or, simply, 
travelling for fun. These are the origins of the navigation, the art of moving 
between two points following a known path. 
 
Recent progress in space technologies has prompted a revolution in the 
navigation methods. It is hoped that before 2020 the GNSS (Global Navigation 
Satellite Systems) will replace the majority of the current navigation systems. 
 
The GPS System was created and realized by the American Department of 
Defence (DoD) and was initially designed to give service to the US army. But, 
since first of May of 2000, civil users were allowed to access to the error-free 
signal of GPS. Nowadays, GPS is the most important GNSS and the only one 
fully operative, providing different sorts of service to civilian and military users. 
 
1.1 General description 
 
The Global Positioning System (GPS) also called Navstar, is a radio-navigation 
system consisting of a constellation of satellites and a network of ground 
stations used for monitoring and control. GPS allows users to calculate accurate 
position, velocity, and time anywhere in the world in all weather conditions.  
 
The entire system can be divided into the following three segments (Figure 1): 
 
- Space segment: Formed by the satellites that provide the navigation 
messages within a defined signal format to the users.  
 
- Control segment: Group of ground stations that follow and manage the 
satellites’ orbital configuration, their health and their signal integrity. 
Furthermore, they update the clock biases and the ephemeris or 
navigation messages (parameters needed to precisely calculate the 
position of the satellites). 
 
- User segment: Formed by the users’ receivers in charge of measuring 
time and calculate position from the satellites’ signals. 
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Figure 1: The three GPS segments [20] 
1.1.1 Space segment 
 
The space segment consists in a constellation of at least 24 satellites in 6 
orbital planes (four on each plane non-equally spaced) on a medium earth orbit 
(MEO) at an altitude of 20200 km. Each satellite circles the Earth twice a day 
with period of 11h 58’ (half sidereal day). The orbits are tilted to the earth's 
equator by 55º, and the orbital planes are spaced 60° apart to give coverage to 
the whole world, ensuring a maximum number of satellites giving service under 
the Polar Regions, where there is more human activity (Figure 2). 
The space segment is in charge of transmitting the navigation message 
provided by the ground segment to the user segment. 
 
 
Figure 2: GPS orbital inclination [5] 
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1.1.2 Control segment 
 
The new satellite generations are going to be able of exchanging data with each 
other and correct their orbit data on their own. In theory, the Block IIR satellites 
only need a contact to a ground station every 180 days and it is predicted that 
they will replace the entire ground-stations. 
 
However, currently the control segment (Figure 3) is ground-based and formed 
by: 
 
- Master Control Stations (MCS): Consist of a pair of ground stations; the 
main control station, located in Colorado (Falcon Air Force Base), and a 
backup station in Maryland. These stations represent the brain of the 
system. Colorado is responsible for the overall management of remote 
monitoring and transmission sites, such as controlling the satellite’s 
health, predicting and correcting the clock and the orbital biases, 
monitoring satellite integrity and, generating the navigation messages 
(messages needed in the user segment to obtain a valid solution). 
 
- Monitor Stations (MS): Six monitoring stations are located all over the 
world to gather and up-link (transmit) information between the satellites 
and the MCS. MS are the link between MCS and satellites. Furthermore, 
they are in charge of collecting meteorological data and checking that the 
GPS satellite orbits and clocks remain within acceptable limits. 
 
 
Figure 3: GPS control segment [18] 
1.1.3 User segment 
The user segment is simply all of the end users (military users included) who 
have purchased any of a variety of commercially available GPS receivers. 
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1.2 Scenario description 
 
To formulate the mathematics of the satellite navigation problem, it is necessary 
to choose a reference coordinate system in which the states of both the 
satellites and the receiver can be represented. 
 
In space scenarios including satellites, there are commonly used inertial 
systems (reference systems not submitted to accelerations) where the 
equations of motion of an Earth-orbiting satellite can be modelled following 
Newton’s laws. 
 
On the other hand, when we want to take measurements over the Earth’s 
surface, it seems to be logical that the coordinates of a fixed place keep the 
same value independent of time. So, a coordinate system is necessary that, in 
contrast with the space segment, turns sinchronously with the Earth. 
 
These different coordinate systems force a mathematical conversion that the 
user segment must have into account. 
 
In the GPS concept, the coordinate systems are ECI (Earth-Centred Inertial) in 
the space segment and ECEF (Earth-Centred Earth-Fixed) in the Earth 
segment. 
 
As we know, the Earth is not a sphere but a sort of ellipsoid (a bit flattened out 
at the poles), without uniform distribution of the mass and a complex relief 
(Figure 4). This means that the ECEF (system defined to take measures over 
the Earth surface) does not suppose a spherical Earth. Instead, we have to 
consider an ellipsoid model, due to its better approximation to the natural 
Earth’s shape. 
 
 
Figure 4: Earth relief [14] 
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The WGS-84 is the ellipsoid used in GPS and it is described below together 
with the ECI and the ECEF coordinate systems. 
 
1.2.1 Earth-Centred Inertial (ECI) coordinate reference 
 
The term "Earth-Centred" comes from the fact that the origin of the axis (0,0,0) 
is located at the mass centre of gravity (determined through years of tracking 
satellite trajectories). 
 
In the strict sense, ECI is not a pure inertial system because the centre mass of 
the Earth suffers accelerations during the Earth translation due to nutation and 
the precession effects caused by the Sun and the Moon attraction. 
Nevertheless is the simplest way to set up a space coordinate reference 
subjected to the Earth and it is precise enough to be used as an inertial one. 
 
Figure 5: ECI system [9] 
 
ECI specifications: 
- Three-dimensional Cartesian system usually in meters. 
- Origin fixed in the Earth centre of mass. 
- The orientation of the axes was defined at a fixed instant: 
o XY defined as the Equatorial plane on the first of January of 2000 
at 12:00 UTC. 
o  Set up on Vernal equinox 21 of March (Intersection between 
Ecliptic and Equatorial plane).  
o  Following axis of poles. 
- The associated spherical coordinates are the declination (referred to the 
Equator) and the ascending node (azimuth angle). 
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1.2.2 Earth-Centred Earth-Fixed (ECEF) coordinate reference 
 
The term "Earth-Fixed" implies that the axes are fixed with respect to the Earth 
(they rotate with the Earth). 
 
ECEF specifications: 
 
- ECEF uses three-dimensional XYZ coordinates in meters.  
 
- XY-axis defines the equatorial plane. 
 
- The  axis is defined as the intersection between the equator and 
prime meridian. 
 
- The  axis pierces the North Pole. 
 
- An ellipsoid is needed to define latitude and ellipsoidal height due 
the complexity of the relief (see Figure 4). 
 
- Complications arise from Earth’s dynamics (Polar motion, plate 
tectonics, earthquakes, subsidence, etc.) 
 
1.2.3 World Geodetic System (WGS-84) Ellipsoid 
 
As mentioned before, the Earth cannot be modelled as a sphere. The standard 
ellipsoid model of the Earth shape used for GPS applications is the DOD’s 
World Geodetic System 1984. 
 
WGS-84 is a right-handed, Earth-fixed orthogonal coordinate system and is 
graphically depicted in Figure 6. 
 
 
 
Figure 6: WGS-84 system [8] 
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WGS-84 specifications: 
 
- Origin fixed at the Earth’s centre of mass 
 
- Z-Axis = The direction of the IERS Reference Pole (IRP). This direction 
corresponds to the direction of the BIH Conventional Terrestrial Pole 
(CTP) (epoch 1984.0) with an uncertainty of 25·10-6. See reference [8] 
for an explanation of the reference poles. 
 
- X-Axis = Intersection of the IERS Reference Meridian (IRM) and the 
plane passing through the origin and normal to the Z-axis. The IRM is 
coincident with the BIH Zero Meridian (epoch 1984.0) with an uncertainty 
of 25·10-6 [8]. 
 
- Y-Axis = Completes a right-handed, Earth-Centred Earth-Fixed (ECEF) 
orthogonal coordinate system. 
 
Parameter Notation Value 
Semi-major Axis a 6378137.0 m
Reciprocal of Flattening 1/f 298.257223563 
Angular Velocity of the Earth 7292115.0e-11 rad/s
Earth’s Gravitational Constant GM 3986004.418e8 m3/s2
Table 1: Earth Parameters [8] 
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1.3 Satellite-User interface 
 
This item will focus on describing the telecommunication interface between 
satellite and user segments, and the concepts needed to understand how the 
receiver can gather the information and obtain the measurements needed to 
construct the positioning equations. 
 
Assuming that the satellite-user interface is a unidirectional downlink 
communication channel, the explanation is formed by the following sections: 
The first one dedicated to the navigation message (information transmitted to 
the user segment by the satellites) and the second one focused on the signal 
structure used to transmit this message by each satellite. 
 
1.3.1 Navigation message 
 
The navigation message contains all the information needed by the receiver to 
fix the position of the visible satellites precisely. 
1.3.1.1 Content 
 
Before describing the content of the navigation message, some concepts 
concerning the satellite orbits are needed in order to understand which 
information may be useful to calculate the position of each satellite. 
As we saw in section 1.2.1 the satellites’ coordinates are defined in an ECI 
system. Therefore, why cannot we send their three-dimensional Cartesian 
coordinates?  
 
There are many arguments against this approach. The most important one is 
that we need to know its position in emission time instead of reception time, and 
given that during the flight time of the signal the satellite has moved, so the 
satellite’s position at reception time is too far from the emission position to 
considerate them equal. 
 
What this means is that we need to know where the satellite is, where it is 
going, and with which velocity. 
 
For this purpose, in GPS as in astronomy in general, the Keplerian orbital 
elements are used to specify an osculating orbit of the path of an object in 
space. The six orbital parameters allow us to define an ideal orbital model that 
fits well enough the real satellite movement over an ECI system. 
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Figure 7: Orbital Keplerian Elements [4] 
 
The six Keplerian Elements: 
 
 Orbit Description 
- [a] Semi-major axis of orbital ellipse: It is the length of semi-major axis of 
the ellipse defining the orbit. Defines the size of the ellipse. 
- [e] Numerical eccentricity of the orbit: Relation which defines the shape 
of the ellipse. 
 
Orientation of the orbit 
- [Ω] Right ascension of the ascending node: Angle from the Aries point to 
the direction of the ascending node, measured in the Earth’s equatorial 
plane.  
- [i] Inclination of orbital plane: Angle between the orbital plane and the 
Earth’s equatorial plane. 
- [ω] Argument of perigee: Angle between node directions and perigee, 
measured in the orbital plane. 
 
Satellite’s Position 
- [ ] Mean anomaly: It is a mathematical abstraction:     
Where ‘ ’ denotes the mean angular velocity of the satellite (known) and 
‘ ’ is the time of the satellite passage through the perigee. (In Figure 7 
appears ‘ ’, the True anomaly, another way to represent the position of 
the satellite). 
 
Nevertheless, the real path of the satellite derivates rapidly from the osculating 
Keplerian orbit because it is altered, among other causes, by the non-
homogeneous mass distribution of the Earth, the attraction of other celestial 
bodies (the Sun and the Moonm, mainly), solar radiation pressure, tidal effect 
and the irregularity of the Earth’s rotation and translation. 
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In order to integrate these perturbations, and extend the validity period of the 
ephemeris, there are nine additional parameters which allow for corrections to 
the Keplerian elements as functions of time. 
 
These parameters work by correcting or adjusting the predetermined orbital 
route by the Keplerian parameters. These additional parameters are also 
transmitted in the navigation message and, together with the Keplerian 
elements, form the Ephemerides: 
 
 
Parameter Explanation 
 Ephemeris reference epoch  
 Square root of semi-major axis 
Orbital Keplerian  
Elements 
 Eccentricity 
 Inclination at reference epoch 
 Longitude of the ascending node 
 Argument of perigee 
 Mean anomaly at reference epoch 
 Rate of inclination angle 
Corrections to the  
Keplerian elements  
 Rate of node’s right ascension 
 Mean motion difference 
 Latitude argument corrections 
 Orbital radius corrections 
 Inclination corrections 
Table 2: Ephemerides in the navigation message [1] 
 
Ephemerides are considered to provide the maximum coincidence with the real 
path during a limited period of time (the error may grow exponentially outside 
this period) and must not be used out of its time of validity. The ground segment 
renews these data at least every two hours for each satellite. 
 
On the other hand, apart from these elements the navigation messages also 
contain information related to validity time, satellite clock bias, reliability of the 
satellite, ionospheric parameters, etc. 
1.3.1.2 Fragmentation 
 
Considering that the receiver calculates its time measurements based on the 
reference time specified on each package received from the satellite, and 
knowing that the transmission time of a navigation message is about 12.5 
minutes, it seems obvious to fragment the message into little packages. 
 
Thanks to the fragmentation, we obtain a higher rate of measurements, which 
also means an increase of the refreshing position rate and, therefore, a more 
accurate tracking. 
 
The navigation message is modulated at 50bps and is formed by 25 pages or 
frames (30 seconds). A frame is divided into 5 subframes of 6 seconds each; at 
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the same time, every subframe contents 10 words, with 30 bits by word (0.6 
seconds). 
 
 
Figure 8: Fragmentation of the navigation message 
 
As one can see in the figure above, there is a kind of header represented in 
every subframe. Specifically, the Telemetry word (TLM) and the handover word 
(HOW) are needed to synchronize and to indicate the time when the first word 
of the subframe was transmitted, respectively. 
1.3.2 Signal Structure 
 
Another of the key characteristics to understand the GPS system operation is 
the structure of the satellite transmitting signal. This structure specifies the 
modulation format and the frequency assignment to transmit the navigation 
message.  
 
One of the foremost specifications is that GPS uses techniques of spreading 
spectrum (CDMA), to guarantee jamming protection (give immunity to the signal 
making interference very difficult). This technique involves the use of 
pseudorandom codes in its modulation and demodulation. These codes act as a 
kind of keywords that allows us to understand the navigation message. 
 
Nowadays, two codes are in use: 
 
- C/A code: The Coarse/Acquisition code consists in a pseudorandom 
code of 1023 bits at a chip-rate of 1.023Mbps, and it has a resulting 
period of 1ms. 
 
- P code: The Precise code is cryptographically protected for anti-spoofing 
and military exclusivity. It is 6187104000000 bits length, and it has a chip 
rate of 10.023Mbps. 
 
CHAPTER 1: What is GPS? How does it work?    
13 
Every satellite generates its own C/A and share part of the P code. Such codes 
are used to modulate the signal as the picture below illustrates:  
 
 
Figure 9: GPS signal structure [13] 
 
All SVs (Space Vehicles) transmit at the same two RF carrier frequencies (L-
band), called L1 and L2, but their signals do not interfere significantly with each 
other because of the PRN code modulation. The resulting frequency spectrum 
is the following. 
 
Figure 10: GPS signal spectrum 
 
This format is designed to give two different services of performance: 
 
- Standard Positioning Service (SPS): Oriented to civil users. Works using C/A 
code over the L1 carrier and do not have any restriction of use. It provides less 
than 25m of horizontal positioning error and 43m vertical from a georeferenced 
position in the 95% of all possible fixes.  But, typically, it is much better than this 
(around 7m horizontal and 11.5m vertical). 
 
- Precise Positioning Service (PPS): The two carrier frequencies are provided to 
permit the PPS users to measure the ionospheric delay since this delay is 
related by scale factor to the difference in signal time of arrival for the two 
carrier frequencies. That means that, the PPS users take the advantage of 
realizing measurements using the precise code over L1 and L2. 
It is necessary to say that, in the last years, a modernization of GPS signal 
structure has been carried out to offer more precision to civilians and better 
protection to military users. These changes have been motivated by the 
development of the European positioning system, Galileo, who promises better 
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performance than GPS. The update will give rise to Modernized GPS 
introducing a new carrier frequency, a new code, and new signal architecture. 
 
 
Figure 11: Modernized GPS spectrum [15] 
 
For GPS civil users, two extra signals are planned for the modernization: One at 
the L2 frequency and another at a new frequency band, L5 centred at 
1176MHz. The M code is the new military signal for L1 and L2 bands, therefore, 
L1 and L2 would be shared by civilian and military users. 
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1.4 Principles of GPS 
 
Having defined the environment and the interface, it is time to explain the 
problem through mathematics. 
 
Summarising, GPS utilizes the concept of time-of-arrival (TOA) ranging to 
determine user position. This means that the only thing that the user is trying to 
do is determine how far they are from any given satellite. 
 
Receivers on the ground passively receive each visible satellite’s radio signal 
and through the subframes sent by each satellite it is possible to measure the 
time that it takes for the signal to travel to the receiver and rebuild the 
navigation message which indicates us the satellites’ positions. This TOA is 
then multiplied by the speed of the signal (in our case, the speed of light, 
because we are working with RF) to obtain the emitter-to-receiver distance. 
 
In essence, the GPS operates on the principle of trilateration. In trilateration, the 
position of an unknown point is determined by measuring the lengths of the 
sides of a triangle between the unknown point and two or more known points (in 
our case, the satellites). This way, we are able to pose the problem 
geometrically.  
1.4.1 Ideal model 
 
Firstly, an example of two-dimensional positioning is provided.  
 
Imagine that we are in the middle of the sea (without height the problem 
becomes 2D) and we want to determine our position from a foghorn. Assume 
that our clock is perfectly synchronized with the foghorn time base and the 
foghorn position is known. 
 
Figure 12: Range determination from single source 
 
With only one measurement, we know that we are somewhere on a circle with 
radius R1 centred about the Foghorn 1. 
 
But, if we are able to simultaneously measure the range from a second foghorn, 
therefore, our position relative to the foghorns is  one of the intersections of the 
range circles (Figure 13).    
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Figure 13: Ambiguity resulting from measurements to two sources 
To solve the ambiguity, additional information sources must be added. For 
example, a third foghorn marking a new ranges measurement, as shown in 
Figure 14. 
 
 
Figure 14: Position ambiguity removal by additional measurement 
 
Our 3-D trilateration problem is basically the same idea as 2-D trilateration. But 
in this case we need to imagine 3 or more spheres instead of 3 circles. 
 
 
Figure 15: 3-D trilateration [1] 
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In this case, we still have ambiguity between two points; however, it can be 
observed that the candidate locations are mirror images of one another with 
respect to the plane of the satellites. But, we also have a 4th sphere handy: the 
Earth itself. Only one of the two intersecting points we have just identified will 
actually be on or near the Earth’s surface. Then, assuming that we are not 
floating around somewhere in space, we could know exactly where we are. 
 
However, GPS receivers normally use at least 4 satellites to improve accuracy 
and, also, to solve the time ambiguity described in the next paragraph. 
1.4.2 Realistic model 
 
Regrettably, in the real world, things are not as easy as explained in the former 
example. In order to keep very accurate time, each satellite carries on board 
two rubidium and two cesium atomic clocks. This is certainly accurate enough 
for our needs, but practically impossible to implement for our ground-based 
receivers. Receivers on Earth usually have quartz clocks with much lower 
accuracy; therefore, it is critical that the satellite and receiver both start counting 
at exactly the same moment and continuing with the same rate. 
 
Supposing that the satellites’ clocks are perfectly synchronized, we have 
another unknown which is the offset time of our receiver clock regarding the 
satellites’ clock. Our problem has become a problem with 4 unknowns’ problem: 
X, Y, Z and Receiver clock Offset. That explains why in GPS at least four 
satellites are required to allow the positioning (if every satellite represents an 
equation, the problem is an equation system formed by four unknowns and four 
or more equations, one per available satellite). 
 
Nevertheless, the TOA measurements would not be perfect due to errors from 
atmospheric effects, satellite clock offset from the GPS satellite time base 
(called GPS Time), and other undesirable effects detailed in Non desired 
effects. 
 
Therefore we are not able to determine the range exactly and we have to 
accept an error in our measurements. Because of our ignorance of the real 
ranges we talk about pseudoranges and a volume of uncertainty appears in the 
positioning solution (as depicted in the figure below). 
 
 
Figure 16: Area of uncertainty in the positioning problem 
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1.4.3 Non desired effects 
 
In this section several error sources that affect the range measurements will be 
introduced. Before solving the navigation equations it is very important to clean 
up these errors from the pseudoranges, in order to reduce the uncertainty area. 
The most important error sources are illustrated and detailed below.   
 
Figure 17: Illustration of errors’ magnitude in pseudorange measurements 
1.4.3.1 Satellite clock offsets 
 
GPS works with its own time system, called GPST (GPS Time), consisting of a 
network of atomic clocks. It is a continuous time not affected by the leap 
seconds. The GPST was initialized the 6th of January of 1980 at 00:00 UTC and 
it is normally given using “GPSweek” and “GPSsecond” parameters. 
 
Every satellite is equipped with a clock (formed by the integration of 4 atomic 
clocks) that suffers deviation from the official GPST. The ground segment 
should resynchronize the on board satellites’ clocks when needed and send the 
deviation parameters of each satellite’s clock in the navigation message to 
correct this bias in the user receiver, following the next equation: 
 
 
 
Where , ,  and  are given in the navigation message and  is the time 
instant of the positioning. 
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1.4.3.2 Ionosphere delay 
 
The Ionosphere is a band of the atmosphere that goes from about 60 to 2000 
kilometres above the Earth's surface, in which the Sun's ultraviolet radiation 
ionises gas molecules making them to lose electrons. These free electrons 
influence the propagation of microwave signals as they pass through the layer. 
Despite its low density, the Earth’s ionosphere has a major impact on GPS 
signals (because they are using L-band).  
 
The ionosphere varies significantly with time of day, solar cycle and with global 
region. 
 
 
Figure 18: Solar cycle since 1985 to 2003 [16] 
 
In the previous figure we can appreciate the solar cycles since 1985 to 2003. It 
is easy to see that the ionosphere is very sensitive to the solar conditions. The 
observation of the ionosphere allows us to create models to counteract its 
effects.  
 
It is not possible to tabulate its value and must be calculated for each 
measurement by a model. 
 
 
Figure 19: Ionosphere density around the globe [21] 
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Nevertheless, this undesired effect in the positioning is taken as an advantage 
for those who study atmospheric behaviour, and GPS has become a powerful 
tool for them due its ionospheric sensitivity. 
 
As a first approach, ionospheric delay depends on frequency as given by: 
 
,     
 
Where  is the number of electrons per area in the observation direction or in 
the signal path. 
 
Thanks to this frequency dependence, for two-frequency receiver (PPS users) 
the ionosphere delay may be cancelled (99.9%) using ionosphere-free 
combination: 
 
   or   
 
 and  represent measures of phase and code (precise) free from 
ionospheric delay error. 
 
By contrast, the one-frequency receivers (SPS users), may correct the delay 
(about 60%) computing the Klobuchar model, whose parameters are sent in the 
navigation message. The Klobuchar model used in GPS is defined in reference 
[6], pages 126 and 127. 
1.4.3.3 Tropospheric delay 
 
In contrast with the ionosphere, the troposphere is the lowest portion of Earth's 
atmosphere. It contains approximately 75% of the atmosphere's mass and 
almost all of its water vapour. When the signal enters the troposphere, the 
higher density of the troposphere acts as a change of media and causes 
refraction (Snell’s law). At the frequency which the GPS signal is emitted, the 
troposphere behaves like non dispersive media, so its effect is independent of 
the frequency.  
 
There are a lot of models to correct the tropospheric delay. The majority of them 
divide the total tropospheric delay between delay associated to a wet 
component (due the water vapour of the atmosphere) and delay associated with 
a dry component (basically formed by oxygen and nitrogen in hydrostatic 
equilibrium). 
 
In this project we will use an accurate model provided for SBAS (Satellite Based 
Augmentation System) receivers -such as EGNOS (European Geostationary 
Navigation Overlay Service) - called MOPS (Minimum Operational Performance 
Standards). 
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1.4.3.4 Relativistic correction 
 
When we place two identical clocks moving into different gravitational potential 
planes, it is known by the relativity theory that its advancing rate will be 
different. 
 
The relativity delay that must be adjusted by the user receiver is the following: 
 
 
Where  is the light speed in vacuum ( ),  is the universal 
gravity constant ( ),  is the orbit’s major semi-axis specified 
in the navigation message,   is its eccentricity and   is satellite’s eccentric 
anomaly. 
1.4.3.5 Instrumental delays 
 
Every application that uses a circuit introduces a delay in the signal 
propagation. The main sources could be antennas, cables as well as different 
filters (which use inductors and capacitors). 
 
The instrumental delay of each satellite is transmitted in its navigation message 
under the acronym of TGD (Total Group Delay). 
 
Development of a GPS navigator with Matlab 
22 
1.5 User Positioning 
 
Determining the 3D position and the receiver clock offset from pseudorange 
measurements of the satellite supposes to solve an equation system in a 
common ECEF coordinate system. So, a conversion between Keplerian 
elements and 3D cartesian coordinates is needed. 
 
When all measurements are within the ECEF coordinate system, the problem 
can be seen as shown in Figure 20. 
 
 
Figure 20: User position vector representation 
Summarising, the positioning problems is solved following next steps on each 
epoch: 
 
1. Compute satellites’ position in ECEF from navigation message ( . 
2. Take pseudorange measurements and clean them up from errors (ρ). 
Rewrite equations integrating pseudorange measurements and receiver 
time offset ( ) (where  represents an unknown 
distance caused by the offset of the receiver clock from system time). 
3. And finally, the navigation equations are posed thanks to its linearization 
using Taylor series.  
 
In the following subsections, these three steps are detailed. 
1.5.1 Computing Satellites’ position 
 
As explained in point 1.4, first we need to know our “foghorn’s” position to set 
up our coordinate framework. Then, it is needed to find the satellite’s position in 
ECEF coordinates from the orbital elements given in the navigation message 
(Table 2).  
 
Hence, we just need an algorithm to translate between Keplerian elements 
expressed in ECI coordinate system to Cartesian coordinates (in ECEF 
system).  
In Table 3 the GPS receiver algorithm of the satellite’s position is provided. 
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(3)  represents the GPS system time at which the GPS signal was transmitted. 
The subscript  means that is measured at time , the time from epoch to GPS 
system time of signal transmission. 
(5) The parameter  must be carried out numerically. Kepler’s equation is 
readily solved either by iteration or Newton’s method. 
(6) Must produce the true anomaly in the correct quadrant. 
       WGS-84 value of the earth’s universal 
gravitational parameter for GPS user 
 
    WGS-84 value of the earth’s rotation rate 
 
1)        Semi-major axis 
 
2)       Corrected mean motion 
 
3)      Time from ephemeris reference epoch 
 
4)      Mean anomaly 
 
5)     Kepler’s Equation for Eccentric Anomaly 
       (may be solved by iteration)(radians) 
 
6)   True anomaly 
 
7)     Eccentric anomaly 
 
8)      Argument of latitude 
 
9)   Second Harmonic Perturbations 
 
10)       Corrected argument of latitude 
 
11)     Corrected radius 
 
12)     Corrected Inclination 
 
13)    Corrected longitude of ascending node 
 
14)      Positions in orbital plane 
 
15)    Earth-fixed coordinates 
Table 3: Computation of satellite’s ECEF Position Vector [6] 
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This process, allows us to calculate the satellite’s position in a concrete time 
instant (in reception time), but we can’t forget that ECI and ECEF coordinate 
systems, although sharing the same origin (Earth mass centre), have X or Y 
axes fixed to different references, what means that, a fixed object in ECI is a 
moving object seen from ECEF coordinate system. In other words, while the 
object’s position is constant in ECI coordinates, the ECEF coordinates system 
has rotated and, thus, the object’s coordinates too. 
 
 
Figure 21: ECEF coordinates in time [4] 
 
Therefore, in GPS is needed to pay special attention to the Earth’s rotation 
when calculating the satellite’s positions between emission and reception time 
because during time of arrival (TOA), the Earth’s rotation must be considered. 
 
Supposing different ECEF coordinates systems for every time instant (Figure 
21). It is easy to relate them through α and pose the following rotation matrix to 
solve the coordinates’ change. 
 
 
 
1.5.2 Pseudorange measurements 
 
At this point, the satellites’ position is known and the distance  is computed by 
measuring the TOA (Time Of Arrival) obtaining pseudoranges. But, these 
pseudoranges, as mentioned in 1.4.3, are polluted. They content: 
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Where  represents geometric range, is the unknown distance caused by the 
offset of the receiver clock from system time,  (1.4.3.1) is the advance of the 
satellite clock with respect to system time (GPST),  (1.4.3.2) represents 
ionospheric delay,  (1.4.3.3) is the tropospheric delay, (1.4.3.4) is the 
relativistic delay, and  (1.4.3.5) is instrumental delay. 
 
Supposing that we are able to clean up the pseudoranges from 
 (otherwise not possible), our pseudorange 
measurements become: 
 
 
If we assume , the equation can be rewritten, 
 
 
 
 
 
Where  are known and  are unknown. Therefore, 
it seems obvious that to solve the problem, at least 4 satellite’s measurements 
are needed to find user position and receiver time offset. 
 
 
 
These nonlinear equations can be solved using iterative techniques based on 
linearization.  
 
In our case, we will only consider the solution through applying Least Mean 
Squares, which is explained below. A navigator with Kalman filtering could be 
the continuation or the next step of my project, for example a real time 
implementation.  
1.5.3 Solving Navigation Equations  
 
Once pseudorange measurements are cleaned up from errors, the linearized 
navigation equations must be solved. The following procedure is a summary 
extracted from [1](page 44) and [4](page 106). 
 
Linearizing  (  represents the 
satellite index) in the point  with Taylor series, one obtains: 
 
 
 
With , , , and . 
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Rearranging the above expression with the known quantities on the left and 
unknowns on right yields: 
 
 
 
To simplify the above equation the known terms are grouped within new 
variables where 
 
,  ,   ,    
 
Equation becomes: 
 
 
As mentioned in point 1.4.2, at least 4 visible satellites are needed. From here, 
the navigation equation system has the form: 
  
 
 
The same expression can be written within a matrix as: 
 
  H=   Δx=  
 
 ?    
 
So, finally, the user position is: , ,  
 
1.6.2.1 Least mean square solution 
 
If our equation system is formed by more than 4 satellites, there are more 
equations than unknowns, producing a non-square matrix that cannot be 
inverted. That means there are many combinations of 4 equations in order to 
find unknowns, so the system has more than one solution. 
 
The Least Mean Square (LMS) solution is a method that provides the 
integration of all equations in a unique solution finding the solution where the 
addition of all errors is minimum. 
 
Following the above notation, the LMS solution is: 
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1.6.2.2 Weighted least mean squares solution  
 
In the LMS solution, all equations had the same weight in order to calculate the 
best solution, in other words, all the equations were considered with the same 
importance. But, in reality, there are many cases where we know which 
equation is more reliable to calculate our solution, and which is less so. Then, a 
new technique to solve the problem is needed to integrate the extra-information 
giving a weight to each equation in the navigation equation system. 
 
Regardless of the criterion used to calculate the weight of every equation 
(decided by the user; usually considering his processing capacity and available 
information), the Weighted Least Mean Squares method (WMS) allows us to 
give different value to the equations (or satellite’s measurements) through a 
weight matrix, which is a diagonal matrix with ‘n’ dimension (where ‘n’ is the 
number of equations). Weight matrix sample: 
 
   (Values of weight are between 0-1) 
 
Finally, this weight matrix is integrated in the LMS solution 
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1.7 Techniques to improve accuracy 
1.7.1 Precise monitoring 
 
Precise monitoring involves accurate pseudorange cleaning, optimal integration 
of the information, and change of datum. To reduce pseudorange noise, there 
are many models that try to fit with the non-desired effects to remove them.  
 
The solution is usually carried out using Kalman filtering due the big advantage 
that it may integrate all kinds of data, for instance heuristic information, integrity, 
modelled data, etc. 
 
On the other hand, the WGS-84 is an ellipsoid defined to obtain better precision 
over US, but, in other parts of the world, the WGS-84 datum does not fits well 
enough with the local relief (in Barcelona, for example, the use of WGS-84 
means a vertical error of 48,61m [4]).  
 
To correct this bias, local datums could be used (in Europe, use of ED-50 is 
very extended) through a datum conversion. 
 
In every case, these techniques need high processing capacities.  So it is not 
possible to integrate them in any environment; especially in portable devices.  
1.7.2 Augmentation systems 
 
The fact that precise monitoring requires too high processing capacities is the 
reason of the augmentation systems. 
 
The Augmentation systems carry out the heaviest part of the positioning 
process by reporting on the reliability, integrity and accuracy of those signals 
to give service to the user segment without big changes onto its receivers. 
 
In a near future these systems are going to allow the GNSS to substitute the 
majority of the current air navigation systems. Augmentation systems can be 
grouped as: 
1.7.2.1 SBAS (Satellite Based Augmentation System) 
 
SBAS systems are formed by a ground segment that provides additional data to 
users through a space segment consisting in constellation of geostationary 
satellites that give service to a concrete area. The most important SBAS 
systems are:  
 
- WAAS (Wide Area Augmentation System): Certified to be used on flight 
and fully operational over US.  
- EGNOS (European Geostationary Navigation Overlay Service): Right 
know working, but pending of certification. 
- MSAS (Multi-functional Satellite Augmentation System): is a Japanese 
SBAS. 
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1.7.2.2 GBAS (Ground Based Augmentation System) 
 
As its name indicates, these are ground based systems that provide 
enhancement of GPS performance over a concrete area. The majority of these 
systems are based on real-time differential correction of the GPS signal. 
 
- DGPS: A georeferenced station calculates differential corrections for its 
own location and time. These differential corrections can be considerate 
common for all receivers in a radius of 400km because of the variation of 
ionosphere and troposphere delays. Applying these differential 
measurements over in the receivers inside the coverage area mentioned, 
increase dramatically its performance.  
 
One example of DGPS systems is the in-development LAAS (Local Area 
Augmentation System), which is an all-weather aircraft landing system 
based in real-time DGPS. 
1.7.2.3 ABAS (Aircraft Based Augmentation System) 
 
ABAS systems carry out the positioning process integrating information from the 
aircraft sensors such as inertial navigation systems or eLoran (Long Range 
Navigation) receivers (is a terrestrial radio navigation system). 
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CHAPTER 2: Developing a GPS navigator 
2.1 Receiver description 
 
There is a wide range of GPS receivers in the market, mostly differentiated by 
their kind of service (SPS or PPS). 
 
Normally, a GPS receiver is composed by a digital and an analogical block. The 
analogue part is in charge of sampling, pre-amplifying, filtering and 
downconverting the RF signals into IF (Intermediate Frequency). This part of 
the receiver cannot be replaced because these operations are needed and no 
other kind of device can carry them out. 
 
After that the signal is digitised through an A/D (Analogue to Digital) converter 
to allow the digital tracking and demodulation. In most receivers these 
operations are done using PLLs (Phase Locked Loop) to track the signal in 
frequency and correlators to demodulate it. On the other hand, tracking and 
demodulation are carried out separately for each SV signal, which means that, 
unless we intend to build a receiver with many channels using this big analogue 
structure, we have to track and demodulate every SV signal consecutively in 
time.  
 
Currently (Figure 22), these operations are carried out in parallel digitally, 
thanks to the reduced size and growing performance of the digital components. 
The parallel or serial tracking and demodulation is a key factor which has a 
direct effect on the device’s performance. Parallel architecture reduces the time 
to fix and improves the SV tracking, increasing the resulting SNR (Signal to 
Noise Ratio). 
 
 
Figure 22: GPS receiver block diagram, based on [1]  
 
Finally, the demodulated signals are processed to obtain the TOA (over code, 
phase and carrier), and other measurements (Doppler, Lost of Lock, Signal 
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strength) in the “receiver processing” block (Figure 22). Many receivers are able 
to save these measurements within a concrete standard, usually in RINEX (the 
Receiver INdependent EXchange format) or NMEA (National Marine Electronics 
Association) standard.  
 
Thanks to these standards, we can work in post-process over those GPS 
measurements; in my case, the RINEX format represents the starting point, my 
data source (Figure 24). Thus, my job is to implement a program in Matlab able 
to process all fixes from the RINEX files. 
 
The most modern GPS receiver designs are software receivers. The software 
receivers’ architecture aims for a radical substitution of all digital blocks by 
saving the “raw signal” (without processing) after the A/D in a little buffer or 
memory and carry out tracking, demodulation and processing with software 
algorithms (Figure 23). This architecture reduces the receiver’s dimensions and 
power consumption due to elimination of hardware and provides much flexibility 
to the user to control and regulate tracking and demodulation processes. 
 
 
Figure 23: Software receiver architecture 
 
Software receivers are formed by the analogue front-end, a buffer and a 
reprogrammable processor, such as a DSP (Digital Signal Processor) instead of 
the traditional ASIC (Application-Specific Integrated Circuit) or FPGA (Field-
Programmable Gate Array). An example of the potential applications of this 
scheme is that many next-generation mobile phones are going to integrate 
software GNSS. 
 
Therefore, the implementation of my software navigator could be the first step to 
build a software receiver. 
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2.1 Describing functions 
 
In this section I describe in detail the practical job done with Matlab. 
My navigator can be summarised with the following figure: 
 
Figure 24: Navigator inputs and outputs 
 
To summarise its structure I arrange all functions in these 4 scripts, in charge of 
fulfilling the three main steps of the navigator tasks: 
 
- Read and parse RINEX files: To guarantee and simplify the navigator 
operation, it is very important to load RINEX data into an adequate data 
structure allowing fast and easy data management. 
- Positioning Process: This is the heart of the navigator, where the 
positioning is carried out. In order to permit a flexible navigator, this 
function is designed to calculate positioning in different steps, where 
every step can be done by many external functions. 
- Show results: The results can be shown in many ways; in my case I 
choose three different outputs: statistical plots –to evaluate GPS 
accuracy-, resulting data structures –to compare in detail all fixes and 
intermediate calculations- and a GoogleEarth file (made up with 
GoogleEarth’s Matlab toolbox) –to check results over the Earth surface-. 
2.1.1 RINEX reader 
 
The RINEX standard defines a fixed way to parse the RINEX data file.  There 
are different versions of this standard that goes from 2.0 to 3.0. The most used 
versions are 2.0 and 2.1; these are typically used to format GPS data. The last 
version of this standard, 3.0, allows the receiver to parse all kinds of GNSS 
(Global Navigation Satellite System) data, and that means that the receivers will 
be able to process data from systems like GLONASS, Galileo, SBAS and, of 
course, GPS.  
 
Currently, all the RINEX versions have in common three ASCII file types: 
 
1. Navigation Message File 
2. Observation Data File 
3. Meteorological Data File 
This reader is able to parse the Navigation Message File and the 
Observation Data File from RINEX files of versions 2.0, 2.10 and 2.11. 
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On the other hand, I have seen that depending on the file maker, there are little 
differences that may cause problems. This section explains step by step how 
the program was built. 
 
The RINEX reader consists of a pair of functions, one for the navigation 
message files and another for the observation files. Each function is saved in 
different m-files. That way it’s possible to invoke them separately from the 
Matlab’s main console. 
 
Function header 
 
[HEADER_nav, GPS_nav]=nav_RINEX_reader()   ?    Navigation message file reader 
[HEADER_obs, GPS_obs]=obs_RINEX_reader()   ?    Observation data file reader 
 
Both functions return two data structures; one for the header section and 
another with the sorted data. The content of these structures is detailed in point 
2.2.2.1 (for the Navigation message file) and 2.2.2.2 (Observation data file). 
 
When a reader’s function is executed, the first step they do is to display the 
“Windows File Selector”.  
 
 
Figure 25: Screenshot of the windows file selector 
If you press “Cancel” the functions returns void structures. 
If there are problems during the scanning, the program will throw one of the 
following message boxes. 
 
 
Figure 26: Error message boxes 
Finally, if the file was well-read is showed:  
 
 
Figure 27: Screenshot of the successfully message box 
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In the following sections, you will find a detailed description of the Navigation 
Message File reader and the Observation Data File reader. Each section is 
divided between Header and Data subsections, because different data 
structures are generated in each. 
 
For every structure a brief description of the RINEX standard format and a 
detailed scheme illustrating its output structure format is provided.  
 
If you need more information about the RINEX standard format, you can find it 
in the official RINEX standard [7]. 
 
2.2.2.1 Navigation Message File reader 
 
 
Figure 28: read_RNXnav inputs and outputs 
Header: 
 
 
Figure 29: Example of the Header of the Navigation Message File 
 
As can be seen on Figure 29, the header of the navigation message has the 
following fields: 
 
‐ Rinex Version: Format version (could be 2.0, 2.10, 2.11 or 3.0)  
‐ Type: File type (‘N’ for Navigation data) 
‐ PGM: Name of program creating current file. 
‐ Run by: Name of agency creating current file. 
‐ Date: Date of file creation. 
‐ Comment: Comment line(s). 
‐ Ion Alpha: Ionosphere parameters A0-A3 of almanac. 
‐ Ion Beta: Ionosphere parameters B0-B3 of almanac. 
‐ Delta-UTC: Almanac parameters to compute time in UTC 
A0, A1: terms of polynomial 
T: reference time for UTC data 
W: UTC reference week, number. 
‐ Leap Seconds: Delta time due to leap seconds. 
 
The program is able to identify every field and save it in the Matlab’s memory 
following the next structure of Figure 30.  
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Figure 30: Navigation header’s structure into Matlab’s memory 
 
Data:  
 
As showed in Figure 31, the GNSS data is sorted by PRN (satellite) and time of 
ephemeris or TOE (time). In each instant, there are updated ephemerides from 
a certain number of satellites, visible or not by the receiver. 
 
 
Figure 31: Example of the data record on the navigation message file 
 
This amount of data can be easily interpreted because all data is put in order in 
blocks of 8 lines that follow the legend presented below: 
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‐ PRN / Epoch / SV CLK (line 0):  PRN:  1. satellite PRN number 
Epoch:  2. Year 
3. month 
4. day 
5. hour 
6. minute 
7. second  
SV Clock: 8. SV clock bias 
9. SV clock drift 
10. SV clock drift rate 
‐ BROADCAST ORBIT – 1 (line 1):   1. IODE 
2. Crs 
3. Delta n 
4. M0 
‐ BROADCAST ORBIT – 2 (line 2):   1. CuC 
2. Eccentricity 
3. Cus 
4. sqrt(A) 
‐ BROADCAST ORBIT – 3 (line 3):   1.Toe Time of Ephemeris 
2. Cic 
3. OMEGA 
4. CIS 
‐ BROADCAST ORBIT – 4    1. i0 
2. Crc 
3. omega 
4. OMEGA DOT 
‐ BROADCAST ORBIT – 5:    1. IDOT 
2. Codes on L2 channel 
3. GPS Week # 
4. L2 P data flag 
‐ BROADCAST ORBIT – 6:    1. SV accuracy 
2. SV health 
3. TGD 
4. IODC Issue of Data, Clock 
‐ BROADCAST ORBIT – 7 (line 7):   1. Transmission time of message 
2. Fit interval 
3. spare 
4. spare 
 
 
After a successful read, the information of the navigation message is arranged 
following the structure showed in Figure 32. 
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Figure 32: Navigation message data record structure into Matlab’s memory 
 
2.2.2.2 Observation Data File reader 
 
 
Figure 33: read_RNXobs inputs and outputs 
Header: 
The header of the observation data file is one of the most complex parts of the 
RINEX reader, because of its large number of field (around twenty fields in 2.0, 
2.10 and 2.11 versions). 
 
As can be seen in Figure 34, the header contains different disordered fields with 
a lot of values per line. That makes the reading process quite complicated and 
may cause problems with some observation files. 
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Figure 34: Example of the observation header 
 
To save memory resources, the data structure is built in function of the 
information available. The complete data structure is showed in Figure 35. 
 
 
Figure 35: Observation header’s structure into Matlab’s Memory 
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Data: 
 
Nevertheless, the observation data keeps a strict format. Look at Figure 36 to 
have a general idea. 
 
 
Figure 36: Example of the observations format 
 
Precisely, the observations format keeps the following rules: 
 
‐ PRN / Epoch (line 1):  Epoch:  1. Year 
2. Month 
3. Day 
4. Hour 
5. Minute 
6. Second  
7. Flag 
PRN:  8. Number of satellites in current epoch 
9. List or PRNs 
‐ OBSERVATIONS:   1. Observation: 14 digits, 3 of them decimals. 
2. LLI: 1 integer. 
3. Signal strength: 1 integer. 
 
These records are repeated for each satellite given in EPOCH / SAT – record. 
For example, if we have 5 types of observations we should have a line of 
(14+1+1)*5=80 characters. 
 
Every observation has 16 digits reserved, if Observation, LLI or Signal strength 
are missing, these fields are left blank or with zero. 
 
After a successful reading, the observations are sorted in the Matlab’s memory 
with the following structure: 
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Figure 37: Observation structure into Matlab’s memory 
 
2.2.3 get_RXpos.m 
 
This is the most important function of the navigator. It can be considered as the 
brain of the navigator because here there are implemented all the functions 
needed to obtain positioning from the structures provided by the RINEX reader. 
In other words, this function integrates all those concepts explained in chapter 1 
to solve navigation equations. 
 
Simplifying, this function can be seen as:   
 
 
 
Figure 38: get_RXpos.m inputs and outputs (red = optional) 
 
Where ‘Header’ and ‘GPS’ structures are provided by the RINEX reader and, 
‘MINelev’ is a minimum elevation threshold for the satellites’ elevation in local 
horizon (if not given, the function takes 10 degrees as default value). ‘RX’ is a 
structure that contains positioning results -see Figure 39- and ‘SAT’ and 
‘OBSERVABLES’ are optional structures which contain results from 
intermediate steps or functions, such as satellites’ coordinates, modelled 
pseudoranges, delays, etc. Its content is changeable because its purpose is 
oriented to check results during debugging process. 
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Figure 39: RX’s structure 
 
In the picture above, ‘RX’ is a simple structure formed by three fields. ‘XYZT’ is 
a matrix that contains the Cartesian coordinates of the receiver position over 
WGS-84 ellipsoid and the resulting reception time in GPST. ‘dXYZT’ share the 
same structure of ‘XYZT’ but in this case filled by the differential results. Finally, 
the ‘CONSTELLATION’ contains a pair of vectors –Elevation and Azimuth- 
which define the satellites’ positions in local horizon. It is useful to plot the 
satellites’ geometry in the sky and easily estimate the DOP (Dilution of 
Precision). 
 
The large number of scripts called in get_RXpos.m makes necessary to put 
them in order into a logical tree of folders Figure 40.  
 
 
Figure 40: Folder tree of functions called in get_RXpos.m 
 
Taking advantage of this folder tree, every function can be clearly identified 
providing a general idea of the operations carried out.  
 
So, in the following section this figure is taken as an index to explain and link 
every function with each theoretical concept. From here, we can start explaining 
the whole get_RXpos.m algorithm through the next flow diagram. 
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Figure 41: Flow diagram of get_RXpos.m (green: decisions, pink: calls, blue: actions) 
Start
add path for all 
script's folder called
Set receiver 
starting position  
get observation 
from GPSobs
call getAlphaBeta.m to get  
ionospheric parameters
call EphemRangeWithPR.m or EphemRangeByGEO.m  
to calculate pseudorange from C/A observation
call svP.m to calculate 
SVs' positioning
No
No
Yes
Yes
Yes
No
End
Calculate prefit from pseudorange  
and corrections calculated
Save Prefit, SV's Position  
and Pseudorange
call RXhorizon.m to calculate  
SV's coordinates in local horizont
call dtTROPO.m to calculate  
tropospheric delay
call dtIONO.m to calculate 
ionospheric delay
Are there 
resting observations  
at this epoch?
call Slv_NavEquation.m to solve navigation  
equations from saved data at current epoch
Are there 
pending observations  
to process?
Has the SV 
an appropiate  
elevation?
call findEphem.m to find the desired  
Ephemerides for a SV
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Having defined the main algorithm it is time to deal with every called function. 
Some of them are not presented in the order shown above because within them 
there are calls to other functions which has to be explained before. 
2.2.2.1 Find Ephemeris (findEphem.m) 
The objective of this function is to find which ephemeris we have to use from all 
available in the Navigation RINEX. As seen in 1.3.1.1, the ephemeris has a 
limited period of coincidence with the real path of the satellite in the sky, so it is 
critical to choose the appropriate one. 
 
 
Figure 42: findEphem.m inputs and outputs 
 
The findEphem.m function may run using one of the following two programmed 
algorithms: 
 
‐ Real time simulation: This algorithm chooses the later closest Ephemeris 
to the Epoch.  
 
‐ Close osculating ephemeris: Chooses the closest Ephemeris to the 
Epoch, without considering if the TOE (Time Of Ephemeris) is before or 
after the current Epoch. 
2.2.2.2 SV positioning (svP.m)  
The svP.m just follows the algorithm presented in Table 3, returning the 
satellite’s position and the Eccentric anomaly (Ek) of its orbit. This parameter is 
needed later to calculate the relativistic delay in dtREL.m function (2.2.2.3). 
 
 
Figure 43: svP.m inputs and outputs 
 
2.2.2.3 Relativity delay (dtREL.m) 
This function implements the equation presented in 1.4.3.4. 
 
 
Figure 44: dtREL.m inputs and outputs 
 
Where ‘e’ is Eccentricity, ‘ ’ is the square root of the orbit’s semi-major axis 
and Ek is the Eccentric anomaly from svP.m. 
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2.2.2.4 SV’s clock offset from GPST (dtSAT.m) 
This function implements the polynomial equation presented in 1.4.3.1 to 
determinate SV’s clock bias. 
 
 
Figure 45: dtSAT.m inputs and outputs 
 
Where ‘Ephem’ is a structure that contains the Ephemeris; ‘ ’ is caught from 
the GPSsecond field contained in ‘Ephem'.  
2.2.2.5 ECEF rotation (ECEFrotation) 
From a given position, ECEFrotation.m calculates its equivalent coordinates 
after TOF (Time of Flight or TOA). 
 
 
Figure 46: ECEFbias.m inputs and outputs 
 
Basically applying the rotation matrix defined in point 1.5.1 where: 
 
   (Table 1) 
 
2.2.2.6 Range modelling (EphemRangeWithPR.m and EphemRangeByGEO.m) 
Basically, there are two different algorithms to calculate the emission epoch. 
Both algorithms are implemented following steps described in [9] and the 
implemented examples in the GPStoolkit [12]. 
 
‐ Algorithm using pseudorange 
 
This algorithm has the advantage of providing the signal emission epoch 
without iterative calculation through the pseudorange measurements; in our 
case measurements from C/A code. 
 
 
Figure 47: EphemRangeWithPR.m inputs and outputs 
 
‘C1’ represents the pseudorange measurement of C/A code in L1 carrier and, 
‘RXxyz’ is a vector that contains the approximate receiver coordinates. 
Concerning outputs, ‘RHOo’ is the calculed range and ‘dSAT’ and ‘dREL’ are 
the corrections obtained applying functions dtSAT and dtREL in emission time. 
CHAPTER 2: Developing a GPS navigator    
45 
 
Figure 48: EphemRangeWithPR.m algorithm 
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‐ Purely geometric algorithm: 
 
By contrast with the former, the geometric algorithm does not need 
pseudorange measurements and TOA is carried out by iteration, which makes 
the solution slower. 
 
In this case, the EphemRangeByGEO.m’s bloc shares the same structure of 
EphemRangeWithPR.m but without the pseudorange input C1. 
 
 
Figure 49: EphemRangeByGEO.m inputs and outputs 
 
I have to say that, in my case, the results of the pseudorange algorithm are 
much better and faster than the results provided by this algorithm. Nevertheless 
it is interesting to see how a little difference in terms of pseudorange is 
translated in a bigger error in the positioning. 
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Figure 50: EphemRangebyGEO.m algorithm 
Start
call svP.m to calculate satellite's
position at signal reception epoch
Does they differ more than  
a certain threshold?
 Yes 
 No 
call dtSAT.m to calculate 
satellite's clock offset at emission time
call svP.m to calculate satellite's
position at emission time
call dtREL.m to calculate 
relativistic delay from transmission time
Is the iteration 
counter smaller than the  
iteration limit?
 Yes 
 No 
Calculate geometric distance from  
User-Satellite vector's (module)
call ECEFrotation.m to correct  
satellite's coordinates with new TOF
Recalculate geometric distance from  
User-Satellite vector's (module)
Compare the new 
position with the last one
Recalculate pseudorange from last User-Satellite  
vector with corrected coordinates
Return last User-Satellite  
vector's module, dSAT and dREL
End
Recalculate TOF from 
new geometric distance
Calculate TOF due to 
new geometric distance
call svP.m to calculate satellite's
position at: Epoch - TOF time
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2.2.2.7 Tropospheric delay (dtTropo.m) 
This function contains two models to calculate tropospheric delay and it is 
required to select one of them before executing. 
 
‐ Simple method (GCAT): Tropospheric model implemented in “GPS Code 
Analysis Tool” and able to correct 90% of the tropospheric delay.  
 
‐ Precise method (MOPS): This is the tropospheric model implemented in 
the RTCA “Minimum Operational Performance Standards” and is used in 
aeronautics. 
 
While GCAT only considers the elevation in the sky of the satellite, the MOPS 
algorithm combine this information with geographical position and day of year to 
obtain a more precise tropospheric delay according with climatic conditions 
along the year. 
 
Hence, dtTROPO.m can be considered as the following box: 
 
 
Figure 51: dtTROPO.m inputs and outputs 
 
Where ‘LLHrx’ is a vector that contains the Latitude, Longitude and Height 
coordinates of the receiver and ‘Elev’ indicates the elevation of the satellite in 
the sky (local horizon). 
2.2.2.8 Ionospheric delay (dtIono.m) 
The implemented ionospheric model is the Klobuchar’s model defined in [6] for 
user of single carrier L1 (SPS service). This model only corrects between 50 
and 60% of the ionospheric delay. Due to the proportionality between 
ionospheric delay and frequency, PPS users are able to remove 99,9% of the 
ionospheric effect.  
 
 
Figure 52: dtIONO.m inputs and outputs 
 
Klobuchar’s model requires local coordinates (through LLHrx vector), satellite’s 
position in the receiver’s local horizon (Elevation and Azimuth), current epoch 
and, ALPHA and BETA parameters provided in the navigation message (Figure 
8)1.3.1.1. 
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2.2.2.9 Local Horizon (RXhorizon.m)  
RXhorizon.m presents the following inputs and outputs. 
 
  
Figure 53: RXhorizon.m inputs and outputs 
 
This function has a double objective: 
 
‐ Translate the receiver’s coordinates from Cartesians to Longitude, 
Latitude and Height. Carried out by a script called “xyz2llh.m” located in 
the “Support Function” folder. 
 
‐ Express the satellite’s position using Elevation and Azimuth from the 
receiver location. In this case, a conversion to translate XYZ (ECEF- 
Earth Centred – Earth Fixed) into NEU (Nord-East-Up) local horizon 
coordinates is needed before processing Elevation and Azimuth. This 
translation is made following the idea of the rotation matrix presented in 
point 1.5.1 and firstly applied in the ECEFrotation, but in this case it is a 
3D rotation. 
 
Specifically, this rotation is made in two steps: 
 
 
 
Where  are the satellite’s coordinates within ‘POSITION’ 
structure,  are the receiver’s coordinates within ‘RXxyz’ 
structure,  represents latitude and longitude of the receiver 
(calculated by xyz2llh.m) and NED coordinates means Nord-East-Down. 
  
And after that, apply a reflexion matrix to convert NED (Nord East Down) 
into NEU (Nord East Up). 
 
 
 
From here, the Elevation and Azimuth can be rapidly calculated 
trigonometrically. 
 
It is fundamental to calculate ionospheric and tropospheric delays and to draw 
the satellites in the receiver’s sky. 
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2.2.2.10 Solving Navigation Equations (Slv_NavEquation.m) 
This block (Figure 54) is special; in first place, it is the only one fully carried out 
by matrices, has shared input and ouput, and uses a special data structure 
called EPOCH.  
 
Basically, the implemented procedures are the explained in point 1.6.2.1 and 
1.6.2.2 (LMS and WMS resolutions). Therefore, this function can run with these 
two different modes: Using LMS or WMS. The only significant change between 
them is that in WMS there is a call to another script which could be 
IURAweights.m or any other script to generate weights before solving the 
navigation equations.  
 
On the other hand, ‘RX’ is at the same time an input and an output because 
Slv_NavEquation.m updates its content by adding a new fix at every call. 
 
 
Figure 54: Slv_NavEquation.m inputs and outputs 
 
In detail, ‘RX’ is the same structure showed in Figure 39, ‘START_POSITION’ is 
a vector that contains the initial ECEF cartesian coordinates (normally given in 
RINEX and labelled as ‘APPROX_POSITION’. See Figure 35) and, ‘EPOCH’ is 
an internal structure generated specifically for this function that provides all the 
information needed to solve navigation equations in a single structure. 
 
 
Figure 55: EPOCH structure 
 
An ‘EPOCH’ structure is generated at every epoch, gathering information of 
‘POSITION’, modelled range, ‘PREFIT’, and other data needed depending on 
the weight criteria. 
 
It is important to highlight that its length depends on the saved satellites per 
epoch (Figure 41). 
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2.2.3 Results.m 
 
After processing positioning, it is very important to generate a script that 
provides us different kinds of representations to evaluate the results. If 
get_RXpos.m was the brain of the navigator, this part is going to be a tool to 
explore what is thinking. 
 
For that purpose, there are three kinds of outputs designed to offer an accurate 
analysis independent of the environment (Figure 56): 
 
 
Figure 56: Results.m inputs and outputs 
 
‐ Plots: There are many ways to plot GPS positioning, but the most common 
one in static applications is by plotting the Horizontal plane in NEU 
coordinates (positions referred to the real). Many examples of GPS data 
plots are provided below. 
 
 
Figure 57: Plot of Horizontal  
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Figure 58: Height representation 
 
 
 
Figure 59: Horizontal Positioning Error histogram 
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Figure 60: Receiver’s Sky 
 
‐ GoogleEarth files: On the other hand, while representing a dynamic 
scenario, the former plots are not enough because we do not have any 
reference to compare their results. In this case, it is recommended to 
represent the results over a map. Thanks to GoogleEarth toolbox it is 
possible to represent our results over a 3D Earth model which follows the 
same ellipsoid (WGS-84). Examples: 
 
 
Figure 61: GoogleEarth screenshot (measurements taken by car with Nordnav) 
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Figure 62: Height error due to Ellipsoid-Geode deviation 
-in green real measurements, in red measurements fixed to the Earth’s Surface- 
(measurements taken with Nordnav in front of Cubic building, Viladecans) 
 
 
 
 
Figure 63: Easy detection of multipath effects 
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‐ Resulting data structures: All examples above give a visual 
representation of resulting positions, but, if we intend to evaluate them 
accurately, we need to save its values within data structures. 
 
In this group there are included test structures such as ‘OBSERVABLES’ 
and ‘SAT’ and, also ‘RX’ and ‘NEU’ structures resulting from the 
positioning. 
 
Also, in the Matlab command window some additional statistical 
parameters are provided in order to calculate receiver’s accuracy in static 
conditions, such as horizontal positioning mean error, standard deviation 
and radius of the sphere that contains the 95% of the measurements (2 
sigma). 
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CHAPTER 3: Achieved results 
 
It is complicated to validate the navigator’s results because it involves a large 
number of functions that should be validated separately before implementing 
them together. In addition, a visual validation of the results is not enough in 
spite of their nice appearance. To be strict, the results must be compared 
numerically through a differential comparison with validated ones. 
 
However, it was possible to check the most of them comparing intermediate 
steps with measurements provided by Dagoberto Salazar, generated with the 
GPStoolkit, which is a free software library formed by a selection of GPS’s 
functions developed in C++.  
 
The trusted GPStoolkit navigator has served has a guide to develop this one. 
 
In this section, I am going to compare the results of the navigator in two 
different scenarios: Static and dynamic. The most reliable comparison is done 
between my navigator and the GPStoolkit in static scenario because, if the 
navigator works properly in static scenario it seems obvious that in dynamic 
scenario should work too. 
 
3.1 Static scenario compared with GPStoolkit  
 
To summarize, I am not going to comment all the intermediate steps, rather I 
am only going to comment those cases that have entailed problems and 
consequences. 
 
The common files used in the validation are the observation and navigation 
RINEX files created in the Ebre observatory on the 31th of January of 2002. 
The reason of the date is that year 2002 belongs to a maximum solar cycle, 
which means that ionosphere was very excited, causing the worst propagation 
conditions. 
 
I have created many additional functions to parse, compare and plot these 
errors. As result of that I was able to detect that the main problem of my 
navigator is instigated in the satellite’s positioning. I have lost a lot of time trying 
to correct it testing all sorts of changes but nothing takes effect and I was not 
able to find the error within code. Therefore I have proceded with the receiver’s 
positioning assuming that its result could also be incorrect. 
 
However, these errors do not affect too much the final receiver’s positioning, 
even being incorrect. And, at least, I was able to clearly identify the source of 
error. 
 
The following figures represent this error and its propagation.  
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Figure 64: Differential plot between navigator’s results and GPStoolkit results                       
for the satellite 26 positioning (time in GPST). 
 
 
 
Figure 65: Differential plot between navigator’s results and GPStoolkit results  
for the satellite 26 clock delay.  
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On the other hand, there is another difference between GPStoolkit’s 
measurements and mine concerning to the relativistic delay. But that can be 
explained because the implemented models are different from each other. 
 
 
Figure 66: Differential plot between navigator’s results and GPStoolkit  
results of the satellite 26 relativity delay. 
 
These errors are propagated until the pseudorange and prefit measurement 
causing errors of few meters of difference Figure 67. 
 
 
Figure 67: Prefit error from GPStoolkit measurements for satellite 5 during all day. 
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3.2 Dynamic scenario compared with Nordnav 
 
The following results have been obtained by comparing the positioning 
solutions. So, they are not as reliable as the given by the GPStoolkit but, it is a 
good way to imagine how far from a real-time commercial navigator is this one. 
 
The comparasion was done from the RINEX files generated by Nordnav during 
a travel by car in Castelldefels, for a time span of 6 minutes and 42 seconds at 
around 14 p.m. Samples were taken with a rate of 0.5 seconds, producing 804 
fixes. From the files saved during acquisition, I could draw the routes produced 
by Nordnav navigator –with Kalman filtering- and mine. 
 
It was exciting to see high coincidence between them. But, the most interesting 
thing was to see in a practical setting the differences produced by the use of 
Kalman filtering. Figure 68 and Figure 69 show the route resulting from my 
navigator (in yellow), and the smoothed route from Nordnav navigator, who 
removes a part of the multipath effect.  
 
 
Figure 68: Screenshot of Google Earth; Navigator vs Nordnav  
(yellow= Navigator, red= Nordnav). 
To see in detail how much they differe and compare rigorously, I tried to 
compare sample per sample but, during the same period, the number of 
samples resulting from both navigators was different –again, due the effect of 
the Kalman filtering and, other unkwnons criterions used by Nordnav to 
generate positioning-. So, in order to solve this problem I only had compared 
the samples that share the same epoch.  
 
Finally, 775 samples from the same epoch were compared from the 804 
samples theorically available. The results are showed below through the 
difference of these samples. 
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 Figure 69: Difference between Navigator and Nordnav 
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CONCLUSIONS 
 
In this section I summarise the project achievements, consider the contributions 
of this project and propose some next steps to follow this project so that the 
navigator tool could be extended. 
 
The choice of the programming language is one of the most important points to 
evaluate. The use of an interpreted language, such as Matlab, involves many 
advantages and disadvantages while developing a program. For a start, we find 
that this type of language is around 10 times slower than a compiled language. 
This speed limitation drives us to discard the possibility that the resulting 
application could be able to work in real time.  
 
On the other hand, high level languages provide an easier implementation path, 
so they enable translating algorithms rapidly, saving programming time. 
Therefore, it is understood that the developed navigator within the Matlab 
environment is a high-level reproduction of a real-time navigator. Matlab’s 
environment gives facilities to analyse data at any step of the positioning 
algorithm, as well as all sorts of intermediate representations.  
 
A good proof of this, is the possibility of drawing routes using GoogleEarth. 
Thus, we could say that the use of Matlab is a good choice to design a first 
prototype of a navigator which could be later implemented within another 
programming language as a part of a software receiver. 
 
Concerning the achieved results and the proposed objectives of the working 
plan (attached to the report), it is considered that the main objectives of 
developing a RINEX reader and a navigator have been successfully completed.  
 
There are some minor problems in the navigator module; such as satellites’ 
positioning errors and the pseudorange modelling. However, I believe that the 
work completed is very useful because, with few changes, it could become an 
easy and reliable tool to evaluate GNSS receiver accuracy. 
 
The host organisation of this project, CTAE, has reviewed the system 
performance and the project, and is completely satisfied that a working 
prototype has been developed. Further, there are already ideas to extend the 
project and to base other projects upon my Matlab system. This provides a 
strong support of the results obtained. 
 
Many improvements could be carried out in order to follow this project, with the 
goal of building a software receiver. The most interesting ones are: 
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‐ Correct bias in satellites’ positioning.  
‐ Correct height error by changing datum depending on geographical 
position. 
‐ Improve weighted resolution implementing the MOPS algorithm.  
‐ Filter pseudorange measurements to mitigate multipath effects. 
‐ Program a Bancroft [3] algorithm to provide an initial position when 
unknown. 
‐ Implement Kalman filtering, or other methods, to reduce the effects of 
multipath arrivals or loss of satellite signal. 
‐ Implement the navigator using two different modes; static and dynamic. 
‐ Implement a NMEA reader (another format to save GNSS data). 
‐ Implement it in real time using another language. 
‐ Integrate the correlators and DLL in software. 
‐ Consider the hardware requirements for implementation on a dedicated 
processor in a embedded unit (a true software receiver) 
 
Finally, I wish to say that I am very satisfied with this project, especially, with the 
acquired experience during the final project. This applies not only for the 
technical concepts, but in the generic aptitudes learned to develop any project.  
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