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El transistor bipolar, com altres dispositius semiconductors, utilitza models matemàtics 
per simular el seu comportament elèctric.  
El model matemàtic, o model compacte del dispositiu semiconductor, equival a un 
circuit electrònic amb un conjunt de paràmetres que emula el comportament del 
dispositiu. Per tant, la obtenció d’aquest model, és clau en el disseny de circuits que 
incorporin aquests dispositius. 
El dispositiu bipolar amb el que s’ha treballat en aquest projecte, és el transistor bipolar 
d’heterounió. 
Hi ha diferents models compactes de transistor, i la tria del model que es vol utilitzar es 
pot fer seguint tres criteris:  
- Depenent de l’aplicació: models del transistor que s’empren en circuits 
determinats, com per exemple circuits d’alta freqüència o circuits de 
potència.  
- Depenent del fabricant: models del transistor que dona el fabricant del circuit 
que es vol dissenyar. 
- Depenent de la precisió: models del transistor mes complexos, solen ser mes 
precisos. Els models poden estar orientats a la mateixa aplicació, però alguns 
són més fidels a la realitat, ja que n’hi ha que ometen, per exemple, no-
linealitats. 
La complexitat del circuit equivalent i el número de paràmetres que conté el model 
compacte pot determinar la precisió d’aquest model en reproduir el seu comportament 




Figura 1.1 Model SPICE del transistor bipolar en gran senyal 
 
El model SPICE de la figura 1.1, incorpora els quatre terminals del transistor, a més de 
una part auxiliar que emula els factors dependents a la temperatura. 
En aquest projecte s’ha utilitzat el model compacte SPICE GUMMEL-POON [1] pels 
transistor bipolars d’heterounió de SiGe i GaAs. Existeixen models del transistor 
bipolar mes complexos matemàticament, com HICUM, VBIC i MEXTRAM . Degut a la 
seva major complexitat, aquests models poden ser més precisos en determinades 
condicions, però en aquest projecte, aquest no és un objectiu principal. 
L’obtenció dels paràmetres del model compacte del transistor bipolar es realitza 
mitjançant un procés matemàtic que es diu Extracció. El software IC-CAP  (Integrated 
Circuit Characterization and Analysis Program) disposa de rutines d’extracció del 
model SPICE Gummel-Poon (SPGP) del transistor bipolar a partir de les mesures de 
caracterització elèctrica d’aquest dispositiu semiconductor. El número de paràmetres 
que formen el model compacte SPGP (al voltant de 40 en la versió 2 de SPICE [1]) y la 
forma de les equacions que constitueixen el model fan que els usuaris puguin utilitzar 
diferents  procediments de extracció dels paràmetres.  
La base de la extracció dels paràmetres són les mesures del dispositiu, és a dir, que a 
partir de diverses mesures, i de fórmules matemàtiques pròpies de cada model, 
s’extreuen tots els paràmetres del model. Aquestes mesures solen ser comunes entre 
diferents models, ja que les variables d’entrada (corrent, tensió, freqüència...) i les de 
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sortida (corrent, S, capacitat..) són finites i conegudes, el que varia és el tipus 
d’escombrat de la mesura i els punts de treball. 
Les mesures s’obtenen amb instruments de mesura que controla IC-CAP, per tant, es 
necessiten els aparells adequats i el dispositiu ja fabricat per a poder obtenir les 
mesures, però en aquest projecte, s’ha estudiat una altra alternativa que permet obtenir 
el model sense disposar dels aparells ni del dispositiu. 
L’estratègia que s’ha seguit és la següent: 
- S’ha partit d’un transistor definit a nivell físic, és a dir, amb els materials, dimensions i  
dopats coneguts.  
-S’ha introduït aquest model físic del transistor bipolar en un software que el permeti 
simular i obtenir-ne les característiques elèctriques per a diferents condicions de 
polarització. 
-S’ha simulat aquest model tenint en compte el tipus i les característiques del dispositiu. 
-S’ha modificat el format dels resultats de la simulació anterior per a que puguin ser 
interpretats com a mesures d’un dispositiu real. 
D’aquesta manera, s’han obtingut els fitxers de mesures necessaris per a fer la extracció, 
sense haver de disposar de la infraestructura de mesura. 
La eina que permet realitzar aquestes simulacions a partir de la física del transistor, és el 
programa ATLAS (Silvaco) que permet realitzar escombrats, i simular totes les 




Figura 1.2 Esquema del procediment global 
Per convertir els fitxers de ATLAS (o resultats de simulació) a fitxers de IC-CAP (o 
fitxers de mesures), per a la posterior extracció del model compacte del transistor, s’ha 
desenvolupat en aquest treball fi de carrera una aplicació informàtica..  
En la figura 1.2 es pot veure un diagrama de blocs del procés seguit per a obtenir el 
model compacte d’un transistor bipolar d’heterounió. 
La diferència entre els fitxers ATLAS i IC-CAP, es troba en el format, i en el fet de que 
IC-CAP accepta fitxers amb múltiples mesures, i en canvi ATLAS proporciona un fitxer 
per cada mesura i cada punt de polarització. La aplicació desenvolupada recopila 
diversos fitxers ATLAS, i els hi dóna format IC-CAP. 
El treball realitzat ha considerat aspectes com la forma, l'entorn, el menú, la 
interactivitat, per tal que el software desenvolupat sigui una aplicació útil i confortable 
per l’obtenció del model compacte de transistors. 
Per a realitzar aquesta aplicació, ha estat necessari complir uns objectius previs com 
són:  
1) Examinar els fitxer d’ATLAS 




OBTENCIÓ DEL MODEL 
Fitxers de sortida. Format ATLAS 
Fitxers de sortida. Format ICCAP 
Fitxers d’entrada. Format ATLAS 
Fitxers d’entrada IC-CAP 
Model Compacte del transistor 




3) Verificar una rutina d’extracció del model amb un transistor real de paràmetres 
coneguts. 
Fases posteriors a la realització de l’aplicació: 
1) Test de les rutines amb fitxers de proba de transistors reals 
2) Conversió de fitxers per a un transistor de SiGe 
3) Extracció del model Spice – Gummel – Poon del transistor de SiGe 
4) Conversió de fitxers per a un transistor de GaAs 
5) Extracció del model Spice – Gummel – Poon del transistor de GaAs 
6) Ampliacions i verificació de l’aplicació 
Complint aquests objectius, s’ha pogut comprovar la validesa de l’aplicació, a més, les 
extraccions dels models dels dos transistors, han servit per: 
- Verificar l’aplicació en totes les seves rutines 
- Millorar el funcionament del programa, i  la interactivitat. 
- Recopilar informació per a possibles millores. 
2. IC-CAP 
En aquest capítol s’explica com funciona el programa IC-CAP, utilitzat en la última 
etapa del procés, és a dir, per a la extracció del model compacte del transistor bipolar 
d’heterounió. 
El programa IC-CAP d’Agilent Technologies és un software que permet obtenir els 
models compactes de diferents dispositius semiconductors a partir de les mesures 
elèctriques, i les seves principals característiques són: 
- Conté funcions per a controlar instruments amb l’objectiu de mesurar 
dispositius . 
- Permet simular models compactes de dispositius semiconductors. 
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- Permet extreure models compactes a partir de fitxers de mesures. 
- Conté llibreries de models de diferents dispositius. 
Els projectes d’IC-CAP s’anomenen models, i el model es refereix a dues coses: al tipus 
de component (BJT, HBT, JFET...) i al tipus de model compacte que se’n vol extreure 
(BJT GP, BJT VBIC ...) [2]. 
Cada model conté diferents apartats, cadascun d’ells amb una funció específica: 
1) Macros: Per a executar rutines de simulació, mesures, càlcul... 
2) Model Variables: Es defineixen alguns variables genèriques del model, com ara 
el simulador que utilitza,  el directori de treball... 
3) Model Parameters: En aquest mòdul s’hi troben els paràmetres del model 
compacte del dispositiu.  
4) Circuit: Definició del model d’acord amb el simulador que s’utilitza. Permet 
incluir altres components externs senzills. 
5) DUTS / SETUPS: Aquest és el mòdul més important del model, és on s’opera 
amb les mesures i s’extreu el model. 
a. DUTS: Són elements de classificació, un DUT (device under test) conté 
diversos setups. Serveixen per a agrupar dades de naturalesa simular, per 
exemple, en el DUT “dc” s’hi agrupen tots els setups que treballin amb 
mesures de corrent contínua. 
b. Setups: Es pot definir com a mesura. Només es pot tenir una mesura en 
cada setup i disposa de dos apartats, un d’ells orientat a la mesura i la 
simulació, i l’altre a la extracció: 
i. Measure / Simulate: Definició de les entrades i sortides de la 
mesura o simulació. Es pot simular un model o mesurar un 
dispositiu si es disposa dels aparells de mesura compatibles. Les 
dades d’un setup poden ser mesurades o simulades [3].  
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ii. Extract / Optimize: Rutines d’extracció i d’optimització de les 
parametres del model en aquest setup [4]. L’extracció es realitza 
sobre dades mesurades, i la optimització, sobre dades simulades, 
comparant-les amb las mesurades. 
Altres aspectes a tenir en compte en el funcionament d’IC-CAP:  
- Només es pot importar / exportar un arxiu per cada setup.  
- Les variables dels fitxers importats i exportats han de coincidir.  
- Es poden obtenir dades d’altres setups dins el model fent servir les macros. 
Per a obtenir el model compacte d’un dispositiu real a patrir de les mesures elèctriques 
en el dispositiu, IC-CAP fa servir el procediment que es pot observar en la figura 2.1. 
 
 
Figura 2.1 Exemple d’ús típic d’ IC-CAP 
En el diagrama de la figura 2.1 es mostren les funcionalitats d’IC-CAP, primer la 
mesura, a continuació la extracció i la simulació del model extret,  finalment la 
optimització del model comparant les dades mesurades i simulades. 
En aquest projecte, s’ha utilitzat un procediment diferent al indicat en la figura 2.1, per 
tal de poder preveure resultats de dispositius encara no fabricats. S’ha eliminat la part de 















EQUIP DE MESURA 
OBTENCIÓ DE MESURES 
IC-CAP 
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físiques del dispositiu virtual utilitzant  el software ATLAS. Cal recordar que abans 
d’importar aquests fitxers a IC-CAP, s’han hagut de convertir els fitxers amb l’aplicació 
dissenyada en aquest projecte.  Es pot observar el diagrama de blocs del procés utilitzat 
en la figura 2.2. 
 
Figura 1. Diagrama de blocs del procés sense mesura real del dispositiu 
 
 
Una vegada s’han importat les dades a IC-CAP, es fa la extracció del model compacte.  
A continuació es simula el model extret i es compara amb les “mesures”, és a dir, amb 
les simulacions obtingudes amb ATLAS. Aquesta comparació es fa per a comprovar la 
validesa de l’extracció. 
Com es pot veure en la figura 2.2, no s’ha utilitzat el procediment d’optimització ja que 
la obtenció del model perfecte no és el principal objectiu del projecte. 
Per conèixer el software i interpretar les rutines d’extracció del model SPICE  
GUMMEL – POON que proporcionen les llibreries de IC-CAP, s’ha realitzat una proba 











CONVERSIÓ DE FITXERS 




Figura 2.2 Procediment alternatiu per a la obtenció del model sense mesurar el dispositiu 
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3. Comprovació del funcionament de IC-CAP usant el model SPICE del BFP620 
S’ha utilitzat el transistor BFP620 d’Infineon per analitzar i provar els procediments 
d’extracció d’IC-CAP. 
És tracta d’un transistor de Silici – Germani per a aplicacions de RF (baix soroll a altes 
freqüències), es veure el seu model SPICE al datasheet de l'Annex A. 
S’ha escollit aquest transistor perquè és un dispositiu que està en el mercat, i disposa de 
un model compacte SPICE conegut. Aquest model conegut ha servit per dues coses en 
aquest apartat: 
- Obtenir les corbes del dispositiu, simulant el model compacte conegut. 
Aquestes corbes són fidels amb la realitat i poden ser utilitzades com a 
mesures del dispositiu per a fer la posterior extracció del model SPGP. 
- Comprovar la validesa del procediment d’extracció comparant el model 
extret amb el model original del datasheet. 
Per a comprovar el funcionament de les rutines d’extracció de l’entorn IC-CAP, s’ha 
seguit el procediment que es representa en forma de diagrama de blocs a la figura 3.1: 
1) Introduir el model amb els paràmetres SPICE del datasheet: En aquest punt, el 
model de IC-CAP conté el BFP620 real. 
2) Simular aquest model i obtenir les corbes de simulació: Es simulen tots els 
setups. 
3) Convertir aquestes dades simulades a mesurades: Com que s’ha simulat un 
model real i correcte, es pot afirmar que les corbes de simulació equivalen a 
mesures del dispositiu. 
4) Importar aquestes mesures a IC-CAP 
5) Executar les rutines d’extracció del model SPICE: En acabar la extracció es 
disposa d’un nou model, que s’ha d’assemblar molt al model original del 
datasheet.  
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6) Re-simular aquests nous paràmetres i comparar-los amb els mesurats: D’aquesta 
manera, es pot comprovar que els dos models són equivalents 
7) Avaluar la validesa de les rutines d’extracció: analitzar les corbes (model 
original vs model extret) per a cada setup, i treure conclusions de la semblança 
dels models. 
 
Figura 3.1 Diagrama de blocs de l’extracció del model compacte 
Com s’indica en la figura 3.1, no es fa l’optimització ja que és una última etapa 
d’ajustament i no te uns passos ni rutines definides, sinó que és l’usuari qui les escull.  
El model d’IC-CAP que escollit és el bjt_npn.mdl [2] ja que és el model genèric per a 
transistors bipolars NPN i treballa amb el model SPICE-GP.  
Es fa una revisió als DUTS (device under test) del model bjt_npn.mdl per a saber com 
s’organitzen les mesures dins el model.  












































1) DC: Inclou les dades de les característiques de sortida, en mode directe i invers, 
amés de les dues corbes de Gummel en aquests dos modes. D’aquest DUT se 
n’extreuen els paràmetres del model en contínua. 
2) CBE, CBC, CBS: Conté les dades de les capacitats de sortida del transistor. 
Serveix per a extreure els paràmetres capacitius. 
3) PRDC: Calcula les resistències d’emissor (en mode flyback) i la resistència de 
col·lector (en activa o saturació). 
4) RB: Calcula la resistència de base de dues maneres, en contínua i en alterna. 
5) AC: Conté les mesures de paràmetres H per a calcular els paràmetres en alterna 
del model SPICE. 
Un cop es coneix l’estructura del model, es passa a la primera etapa, la definició del 
model. 
3.1. Conversió i simulació de les dades 
 
El primer pas en el procediment és introduir el model del BFP620 en un nou projecte de 
IC-CAP. Per fer això, es segueixen els següents passos. 
Primerament, es crea un nou model a partir del model de la llibreria bjt_npn.mdl. 
A continuació, es copia el model SPICE del datasheet a la pestanya de Model 
Parameters de model. Com s’observa en la figura 3.2, el model de la llibreria ha posat 




Figura 3.2 Model del BFP620 en IC-CAP 
Amb el model real ja introduït a IC-CAP, es simulen tots els setups predefinits per 
obtenir-ne les corbes de simulació. 
La simulació es fa per a tots els setups del model, i a la vegada es visualitzen les corbes 
de simulació per a comprovar-ne la coherència, és a dir, si una gràfica sortís incoherent 
o fora de rang, voldria dir que algun dels paràmetres s’ha introduït malament. 
A la figura 3.3. s’observen les corbes del setup fgummel del model del datasheet 
simulat. A la figura 3.4 es veuen les corbes del setup d’alterna ftic del model del 





Però la extracció es fa a partir de dades mesurades, i en aquest punt les dades són 
simulades. Per això s’assumeix que les corbes de simulació del model compacte del 
BFP620 donat pel fabricant són equivalents a les  mesures reals del BFP620. 
Figura 3.3 Simulació del model del 
datasheet del BFP620. Setup Fgummel 
(iC,iB/vB) 
Figura 3.4 Simulació del model del 
datasheet del BFP620. Setup ftic (fT/iC)        
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Per tant, només es necessita fer un canvi el els fitxers per a que IC-CAP interpreti els 
resultats de la simulació com a resultats d’una mesura. 
Per a fer aquesta conversió s’exporten tots els fitxers de simulació (un per cada setup), i 
es canvia la lletra que indica la naturalesa de les dades. Es canvia la S de simulació per 
una M de mesura (figura 3.5). 
 
Figura 3.5 Fitxer IC-CAP de simulació del BFP620. Setup fearly 
Es repeteix aquesta operació per a tots els fitxers de simulació i se’ls hi ha canvia el 
prefix en el nom del fitxer, de sim_xxxxx.mdm a mes_xxxxx.mdm. 
Abans d’importar aquest fitxers a IC-CAP, es canvia la configuració de totes les 
sortides de tots els setups, per a què IC-CAP accepti fitxers de mesures i de simulació. 
A continuació s’importen els fitxers, i en aquest punt totes les variables tenen dos 
valors, el mesurat i el simulat (per exemple Ic.m i Ic.s). 
Amb les dades de mesura disponibles, es pot procedir a la extracció del nou model. 
3. 2. Extracció del nou model SPICE 
 
Abans de començar, es fa un reset a tots els paràmetres del model (pestanya Model 
Parameters de IC-CAP) per a que no influeixin en la futura extracció. 
La extracció del model compacte consisteix en aplicar fórmules matemàtiques a les 
gràfiques de mesures per a obtenir els paràmetres del model. Per exemple, en la figura 
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3.6, s’observa com s’obtenen els paràmetres IS, ISE, NE, IKF, NF i RE a partir de la 
corba de la mesura forward Gummel (setup del model: fgummel). 
 
Figura 3.6 Paràmetres del model SPGP que s’obtenen a partir de fgummel 
 
Tant el significat de cada paràmetre, com la fórmula d’extracció, es troben explicades 
en detall en el document [5], per tant en la present memòria, només s’especifica quins 
paràmetres s’obtenen de cada setup o mesura, i quines funcions s’apliquen per a 
extreure’ls. 
L’extracció es realitza en l’ordre següent, ja que hi ha paràmetres que depenen d’altres 
de setups o duts [5]: 
1) CBE, CBC i CCS: Procés d’extracció dels paràmetres relacionats amb les 
capacitats, es segueix el mateix procés en els tres setups. Primer s’executen les 
funcions cjfunc, set_CJ i extract, per a les tres capacitats, i a continuació 
s’obtenen els paràmetres: CJE, VJE i MJE (per a CBE), CJC, VJC i MJC (per 
a CBC) i CJS, VJS i MJS (per a CCS). 
2) RE: S’executa la funció bjdc_RE per a extreure el paràmetre de la resistència 
d’emissor RE. 
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3) RCSAT: S’executa la funció  btjdc_RC per a extreure el paràmetre corresponent 
a la resistència de col·lector RC. 
4) FGUMMEL: S’executa la equació beta=ic/ib per a tots els punts de la mesura. A 
continuació s’aplica la funció bjtdc_is_nf per a extreure IS i NF. Per acabar, 
s’executa la bjtdc_fwd_gummel per a extreure els paràmetres de guany en mode 
directe: BF, IKF, ISE i NE. 
5) RGUMMEL: S’utilitza l’equació betar=ie/ib per a obtenir la corba de beta en 
mode invers. s’executa l’equació bjtdc_nr per a extreure NR i per últim, 
bjtdc_rev_gummel per a extreure els paràmetres de guany en mode invers: BR, 
IKR, ISC i NC. 
6) REARLY: S’executa bjtdc_vaf_var que permet extreure VAR i VAF a partir dels 
setups REARLY I FEARLY. 
7) IBVBE: Es calcula RBB a partir de la funció RBB_calc. 
8) H11FRE: Mitjançant la funció bjtac_rb_rbm_irb i de les dades obtingudes en la 
extracció anterior, s’obtenen els paràmetres RB, RBM i IRB. s’aprofita aquest 
setup per a executar la funció H11corr per a obtenir H11 normalitzada, i H11toS 
per a obtenir els paràmetres S del model sense necessitat de disposar-ne de la 
mesura. 
9) H21VSVBE: Primer s’executa una macro per a obtenir els valors de Ic de un 
setup anterior. A continuació s’aplica la funció ft per a calcular la freqüència de 
tall en funció del corrent. Finalment, s’aplica bjtac_high_freq per a obtenir els 
paràmetres en alterna: TF, XTF, VTF, ITF i PTF. 
10)  H21VSVBC: D’aquest setup no se’n pot extreure res fins que no s’hagin simulat 
els anteriors ja que compara els resultats de la mesura, amb els paràmetres 
simulats, per tant, es programa l’extracció del paràmetre TF per a després de la 
simulació. 
Per acabar aquest pas, es revisa la pestanya de Parameters per a comprovar que tots han 
estat extrets.   
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Amb el model ja extret es pot comprovar si s’ha fet una bona extracció comparant el 
model del datasheet amb l’extret. 
3. 3. Comparació de les caràcterístiques elèctriques 
Per a verificar la qualitat de l’extracció, es comprova que el model del datasheet, i 
l’extret, són iguals o molt semblants. Per a fer això, no es comparen els paràmetres un 
per un, sinó que es simulen els paràmetres extrets, i es comparen les gràfiques 
mesurades i simulades. La diferència entre les dos corbes dona una idea de la qualitat de 
la extracció.  
Un cop simulats els nous paràmetres, s’extreu el paràmetre pendent, TF. 
En les figures 3.7 i 3.8 s’observen les corbes simulades (línia contínua) i mesurades 




En la figura 3.9 i 3.10 es poden veure les corbes simulades i mesurades dels setups 
d’alterna H21/vB  i fT/iC  
Figura 3.7 Comparació entre el model 
extret i model del datasheet del 
BFP620. Setup Fgummel (βF/IC)         
Figura 3.8 Comparació entre el model 
extret i model del datasheet del 





Les corbes s’ajusten més en els setups de contínua que en els d’alterna. Per a millorar 
aquest desajustament entre el model extret i simulat, es poden introduir etapes 
d’optimització al finalitzar el procés d’extracció. 
Una vegada s’ha analitzat el procediment d’extracció, es passa a fer l’anàlisi dels fitxers 
d’entrades i sortides dels setups de IC-CAP. Aquests fitxers són els que contenen les 
dades mesurades a partir de les quals es fa la extracció. 
4. Format dels fitxers IC-CAP 
Per a convertir els fitxer d’ATLAS a IC-CAP, s’ha hagut d’analitzar exactament quina 
és la forma del fitxer i quins patrons utilitza [6].  
Per a fer aquest anàlisi, s’han utilitzat els fitxers de mesures obtinguts en l’apartat 3, el 
de la extracció del model del BFP620. Cal dir que tots els fitxers de mesures IC-CAP 
tenen el mateix format. 
Tant els fitxers de mesures com de simulacions, tenen la extensió *.mdm i és un tipus de 
document de text pla que es pot obrir amb qualsevol editor de textos. No porta cap tipus 
de codificació especial, per tant es visualitza de la mateixa manera en tots els entorns; 
Linux, Windows, mac os... 
El fitxer IC-CAP es divideix en dues parts, la capçalera i les dades. En la capçalera s’hi 
troba la informació relativa a les entrades i sortides de la mesura, i en les dades, hi ha la 
llista de valors que pren la sortida en funció de l’escombrat a l’entrada. A continuació es 
Figura 3.9 Comparació entre el model 
extret i model del datasheet del 
BFP620. Setup H21vbc (H21/vB)         
Figura 3.10 Comparació entre el 
model extret i model del datasheet del 
BFP620. Setup ftic (fT/iC) 
 22 
mostra un exemple de fitxer IC-CAP, en aquest cas correspon a una mesura ic/vb per a 
diferents valors de vc. 
! VERSION = 6.00 
BEGIN_HEADER 
 ICCAP_INPUTS 
  vb   V  B GROUND SMU2 0.01 LIN   1   0.8        1.02       23   0.01       
  vc   V  C GROUND SMU1 0.1 LIN    2    1          2          2    1          
  ve         V  E GROUND SMU3 0.1 CON        -0 
  vs         V  S GROUND SMU4 0.01 CON        -0 
 ICCAP_OUTPUTS 




 ICCAP_VAR vc         1               
 ICCAP_VAR ve         0               
 ICCAP_VAR vs         0 
 
 #vb              ic              
  0.8             0.000289683      
  0.81            0.000405082       
  0.82            0.000563123      
  0.83            0.000777473      
  0.84            0.000777473      
  0.85            0.00144559       
  0.86            0.00194247       
  0.87            0.00258116       
  0.88            0.00338905       
  0.89            0.00439506       
  0.9             0.00562801       
END_DB 
 
Es distingeixen perfectament les dues parts veient les línies d’obertura i tancament de la 
capçalera (BEGIN_HEADER i END_HEADER) i de les dades (BEGIN_DB i END_DB). 
En fitxers de mesures amb diversos punts de treball, hi ha diversos blocs de dades en un 
mateix fitxer, però sempre amb una única capçalera. 
La primera línia del fitxer correspon a la indicació de la versió de IC-CAP, en aquest 
cas, la 6.0. 
Dins la capçalera s’hi distingeixen dos blocs, les entrades i les sortides, que també 
disposen de una línia d’obertura (ICCAP_INPUTS i ICCAP_OUTPUTS). No tenen línia 
de tancament ja que IC-CAP interpreta ICCAP_OUTPUTS com a tancament de les 
entrades, i END_HEADER com a tancament de les sortides. 
En un fitxer IC-CAP hi poden haver diverses entrades. S’anomenen entrades als 
escombrats i a les condicions de mesura en un punt accessible del transistor (B,E,C,S). 
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1) Entrades fixes: Serveixen per a especificar un punt de treball invariable i la seva 
forma és la següent: 
Nom   tipus  node+    node-     units     resolució     CON  valor 
Vb     V       B      GROUND    SMU2      0.01          CON  0 
En el camp units es designen les unitats de la mesura. La assignació de les unitats es fa 
en l’apartat de descripció del circuit de IC-CAP. Normalment 1=Col·lector, 2= Base, 
3=Emissor i 4=Substrat. Si l’entrada no està referenciada a massa, al camp units s’hi 
posa CM. 
Si la entrada és de freqüència fixa la forma és la següent: 
Nomb       F      CON     valor 
Freq       F      CON     100000000 
2) Escombrats lineals: Serveixen per a definir un escombrat en tensió o en 
freqüència. L’estructura és la següent: 
Nom.  tipus  node+  node-  units    res.  LIN   ordre  inici   fi   punts  pas 
Vb    V      B      E      SMU2     0.01  LIN   1      0.2     1.2  11     0.1 
El camp ordre és per a definir la prioritat quan es tenen diversos escombrats. Si la 
entrada conté un escombrat en freqüència: 
Nom     F     LIN       ordre    inici       fi        punts     pas 
Freq    F     LIN       2        2e+06       6e+06     5         1e+06  
 
Les sortides són les variables que queden representades en l’eix de les y. Una sortida 
pot ser de tipus corrent, impedància, paràmetres S entre altres, però mai tensions. 
1) Corrent com a sortida: 
Nom      tipus       node+      node-          unitat       mode 
Ib       I           B          GROUND         SMU1         M  
El mode significa si es tracta d’un fitxer de mesures (M), simulacions (S) o ambdues 
(B). 
2) Capacitats com a sortida: 
Nom     tipus        node+    node-       unitat       mode 
Cbe     C            B        E           CM           M 
Si la sortida no es mesura entre un node i massa, sinó entre dos nodes, la unitat és CM. 
3) Paràmetres H com a sortida: 
Nom       tipus       node+      node-        unitat        mode 
H         H           B          C            NWA           M  
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En el cas de paràmetres S-H-Y, la unitat és NWA, que significa que la variable conté els 
camps H11, H12, H21, H22 tant en part real, com imaginària. 
Es pot trobar més d’un bloc de dades en un fitxer IC-CAP, tot depèn del número 
d’escombrats i de l’ordre d’aquests. Per exemple, un fitxer en el que es mesuren els 
paràmetres H en funció de la freqüència i per a tres valors de Vb, l’escombrat de 
prioritat 1 serà Vb, i la de ordre 2 serà la freqüència. Al final hi haurà tres blocs de 
dades de H/freq, un per cada polarització Vb. 
BEGIN_DB 
 ICCAP_VAR vb         0.9             
 ICCAP_VAR ve         0               
 
 #vc              ic              
  0.02            0.000359889     
  0.03            0.000531675      
  0.04            0.000692627 
Si la mesura requereix d’uns punts de treball fixos i definits en les entrades, 
s’incorporen aquestes condicions de mesura al principi de cada bloc de dades. La línia 
que ho indica és ICCAP_VAR. 
A continuació comencen les dades pròpiament dites, amb una primera línia que apunta 
l’escombrat amb un # a davant, i posteriorment la sortida corresponent. 
Un cop es coneix perfectament el format del fitxer IC-CAP, s’ha fet l'anàlisi del fitxer 
ATLAS. 
5. ATLAS 
Atlas és un programa de la companyia Silvaco [7] que, entre moltes altres coses, permet 
realitzar simulacions de transistors a partir de la seva física, és a dir, a partir de la 
definició dels materials, els dopatges, les dimensions... 
Aquest software realitza simulacions en contínua i alterna, però no es poden obtenir 
simulacions en funció de corrents, ja que als terminals s’hi apliquen condicions de 
contorn de tensió. 
ATLAS permet exportar els resultats de les simulacions a fitxers text, i amés es poden 
crear macros per a aconseguir valors no mesurables, i útils per a la futura extracció. Per 
exemple, es pot crear una mesura de Ic/Vc i Ib/Vc, i amb una macro extreure Ic i Ib per 
calcular beta=Ic/Ib.  
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La tasca a fer en Atlas ha estat definir quines són les simulacions requerides per a fer el 
conversió i la posterior extracció. En la figura 5.1 es pot veure quines són les tasques a 
tenir en compte des del punt de vista d’ATLAS.  
 
Figura 5.1 Diagrama de blocs de la funció d’ATLAS 
S’analitza tant el transistor com el procediment d’extracció en IC-CAP. Amb aquests 
coneixements, s’elabora el llistat de simulacions requerides. Aquest llistat es 
proporciona a l’usuari d’ATLAS i aquest retorna els fitxers amb les simulacions 
requerides. 
Aquest és un exemple de una petita part de  la llista de simulacions requerides per a un 
transistor de SiGe i amb previsió d’obtenir el model estudiat SP-GP: 
1) Capacidad CBE, para 1 MHz, 1GHz y 10 GHz: (fss_027_1M_cbe.dat, fss_027_1G_cbe.dat, 
fss_027_10G_cbe.dat) 
Cbe/Vbe con Vbe de -2 a 0.6 con pasos de 100mV (28 puntos) 
 
2) Capacidad CBC, para 1 MHz, 1GHz y 10 GHz: (fss_027_1M_cbc.dat, fss_027_1G_cbc.dat, 
fss_027_10G_cbc.dat) 
Cbc/Vbc con Vbc de 0.4 a -2.0 con pasos de 100mV (28 puntos) 
 
3) Medidas fgummel, corriente de base, para VBC=0, VCE=0.5, 1.0, 1.5, 2.0 : (fss_027_fgum_ib.dat, 
fss_027_fgum_05_ib.dat, fss_027_fgum_10_ib.dat, fss_027_fgum_15_ib.dat, 
fss_027_fgum_20_ib.dat) 
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4) Medidas fgummel, corriente de colector, para VBC=0, VCE=0.5, 1.0, 1.5, 2.0 : 
(fss_027_fgum_ic.dat, fss_027_fgum_05_ic.dat , fss_027_fgum_10_ic.dat, fss_027_fgum_15_ic.dat, 
fss_027_fgum_20_ic.dat) 
 
Ic/Vbe con Vb de 0.4 a 1.0 con pasos de 20mV (31 puntos) y Ve=0 
5) Medidas rgummel, corriente de base, para VBE=0, VEC=0.5, 1.0: (fss_027_rgum_ib.dat, 
fss_027_rgum_05_ib.dat, fss_027_rgum_10_ib.dat) 
 
Ib/Vbc con Vb de 0.4 a 1.0 con pasos de 20mV (31 puntos) y Vc=0 
S’ha de tenir en compte que es generen multitud de fitxers, per tant és molt important la 
part de la nomenclatura dels fitxers de cara a la posterior conversió. 
Des del punt de vista de l’aplicació de conversió, el més important ha set estudiar com 
és el fitxer Atlas per a realitzar la conversió a fitxer IC-CAP que ja coneixem. A 
continuació en tenim un exemple: 
Real H 21 vs base bias 
21 2 2 
base bias 







En aquest exemple s’observa una mesura de H21 real en funció de la tensió de base. 
Tots els fitxers Atlas són iguals, amb la primera línia que descriu el tipus de mesura, la 
segona enumera els ports, la tercera diu el nom de l’escombrat, i la quarta, el nom de la 
sortida. Les dades comencen a la cinquena línia. 
Un punt important és que els fitxers d’Atlas només contenen una entrada i una sortida, 
per tant, i ja pensant en l’aplicació de conversió, s’hauran d’unir diversos fitxers 
d’Atlas, ja que IC-CAP si que vol fitxers amb múltiples entrades i sortides. 
6. Condicions per al desenvolupament de l’aplicació 
Abans de començar a pensar el codi i escriure’l, s’han definit unes pautes sobre com es 
vol realitzar el programa, l’entorn, la forma, l’estructura, l’idioma... per a poder 
començar el disseny amb unes directrius fixades. 
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Com que IC-CAP és un programa que funciona sobre Linux i es crida des d’un 
terminal, es dissenya l’aplicació perquè funcioni sobre el terminal de Linux, donat que 
normalment el treball amb IC-CAP es fa remotament, i així no fa falta utilitzar finestres 
gràfiques.  
Es programa l’aplicació en C sobre Linux [8], amb instruccions genèriques perquè 
pugui ser executat des de un terminal Unix o des de la línia de comandes de Windows. 
En aquest cas, el projecte es desenvolupa sobre Linux, per tant la programació es fa amb 
l’editor de textos Gedit i es compila amb el GCC. 
Pel que fa al format, el programa no incorpora cap finestra gràfica, per tant s’executa en 
mode consola. Els principals objectius a complir en el disseny de l’aplicació són:  
-Robustesa: Que el programa no falli mai, ni es quedi en modes o estats 
ambigus. 
-Facilitat: Que les conversions siguin fàcils de realitzar, però tenint en compte 
que qui utilitza el programa, ha de ser un expert o enginyer en la matèria. 
Des del punt de vista de la funció en general, es tracta d’un software per a la conversió 
de fitxers i les seves rutines principals són: 
- Selecció del tipus de conversió 
- Adquisició dels fitxers d’entrada 
- Càlcul i conversió dels fitxers 
- Creació dels fitxers de sortida 
Per a facilitar la interacció, es crea un menú principal a la portada per a poder 
seleccionar quin tipus de conversió es vol fer. 
Es realitza l’aplicació en anglès, és a dir, les ajudes i els menús són en anglès, ja que el 
dos programes utilitzats (ATLAS i IC-CAP ) estan en anglès.  
El programa comença amb un menú principal per a triar el tipus de conversió, a 
continuació es demanen els fitxers d’entrada, per a realitzar la posterior conversió. En 
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cada un d’aquests passos, hi ha unes línies explicatives del que s’està fent, o del que es 
necessita. Si es comet algun error en l’execució del programa, es mostra el tipus d’error 
per pantalla i es finalitza l’aplicació. 
7. Aplicació de conversió de fitxers ATLAS a IC-CAP 
Abans d’entrar en detall en el disseny de l’aplicació, en la figura 7.1 es presenta un 
esbós del diagrama de blocs, que mostra quines són i en quin ordre es realitzen les 
accions del programa. 
 
Figura 7.1 Diagrama de blocs genèric de l’aplicació 
Primer es selecciona quin és el tipus de conversió a realitzar, aquesta acció es fa 
mitjançant un menú principal. A continuació s’introdueixen els fitxers d’entrada a IC-
CAP (o de sortida d’ATLAS). Després el programa analitza aquests fitxers i n’extreu 
tota la informació. Finalment s’agrupen els fitxers, i amb la informació de l’entrada, i 
alguna més, es ‘monta’ el fitxer IC-CAP.  
7.1. Caracterísitiques i estructura de l’aplicació 
Els fitxers IC-CAP tenen sempre la mateixa forma, però el contingut de la capçalera i 
les dades, sempre és diferent en cada mesura. Per tant, es necessita de la operació de 
l’usuari per a realitzar la conversió. Per tant, s’ha hagut de decidir com i ens quants 
aspectes l’usuari interactuarà amb l’aplicació. 
Per prendre aquesta decisió, es tenen en compte dos factors; el primer bé donat pel fet 
de que els fitxers d’ATLAS no contenen tota la informació que necessita el fitxer IC-
CAP, per tant, l’usuari ha d’introduir dades a través del teclat, i en conseqüència, 
l’usuari ha de saber en què consisteix l’aplicació, i els passos a seguir. A més, 
l’aplicació ha estat pensada per al procés d’extracció de paràmetres, per tant, la 
interactivitat, es fa a nivell de l’enginyeria, i no de la gestió de fitxers o la informàtica. 




















SETUPS...Això fa que la aplicació estigui absolutament enfocada al seu propòsit i sigui 
fàcil d’utilitzar i de comprendre. 
Es dissenya l’aplicació de manera que les rutines de gestió de fitxers siguin transparents 
per l’usuari tant com es pugui, i s’intenta automatitzar al màxim el procés sempre hi 
quan les característiques dels fitxers ho permetin. 
A continuació, s’entra una mica més en detall en el funcionament de l’aplicació i es 
realitza el diagrama de blocs de la figura 7.2, que té separada la funció software, de 
l’acció de l’usuari: 
 
Figura 7.2 Diagrama de blocs distingint l’operació de l’usuari i la de l’aplicació 
A partir d’aquest diagrama i de les caracterísitques de l’entorn, es divideix l’aplicació en 
quatre parts: 
1) Menú: Per a seleccionar el tipus de mesura que volem obtenir. 
2) Adquisició de fitxers:  
 a) Adquisició de capçaleres 
 b) Adquisició de dades de la mesura 
3) Introducció de les condicions de la mesura 
4) Creació de la mesura 















MESURA A OBTENIR 
INTRODUÏR LES 
CONDICIONS DE LA 
MESURA 
USUARI INTRODUÏR ELS 
FITXERS ATLAS 
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En IC-CAP les mesures estan classificades, per models, i DUTS, per tant, es realitza un 
menú com el de la figura 7.3. 
 
Figura 7.3 Menú principal 
Es crea un menú principal amb pocs ítems i dos subllistes amb tots els setups o mesures 
dels models SPICE – GUMMEL – POON [5] i VBIC[2] . 
D’aquesta manera, l’usuari pot seleccionar quina mesura vol obtenir, i a partir d’aquí, el 
programa proporciona informació a l’usuari per a realitzar la conversió. 
En el codi del programa, s'assignen diversos paràmetres a cada mesura del menú: 
1) Variables d’entrada i sortida: mode, nodes, precisió... 
2) Format de les variables d’entrada i sortida: Si es tracta d’un punt fix, d’un 
escombrat... 
3) Tipus de conversió: Número de fitxers que es necessiten, format del fitxer de 
sortida ... 


























7.2. Tipus de conversió de fitxers ATLAS a IC-CAP 
Existeixen diversos tipus de fitxers de sortida, per tant es realitzen diferents rutines de 
conversió, tot hi que sempre s’intenta programar rutines genèriques amb processos o 
opcions dinàmiques. Per tant, primer s’han de classificar els tipus de conversió. 
7.2.1. Conversió única 
És el mode més simple de conversió, s’elabora el fitxer IC-CAP a partir d’un únic fitxer 
ATLAS. Es tracta de mesures amb un únic escombrat i una única sortida. L’esquema 
d’aquesta conversió es mostra en la figura 7.4. 
 
Figura 7.4 Estructura del fitxer de sortida en  la conversió única 
7.2.2. Conversió vertical 
És un mode de conversió una mica més complex, ja que es tracta de mesures de una 
única sortida, però amb dos escombrats. Es necessiten tants fitxers ATLAS com punts 
de treball de l’escombrat principal. L’escombrat principal és el de màxima prioritat, i 





Figura 7.5 Estructura del fitxer de sortida en la conversió vertical 
Es nota en la figura 7.5, que encara que sembli que s’hagin de fer diverses conversions, 
resulta que l’escombrat secundari sempre és el mateix, per tant, només es fan 
repeticions de la rutina de conversió única per a cada punt de treball. 
7.2.3. Conversió horitzontal 
En aquest cas, les mesures contenen un sol escombrat però varies sortides simples, o 
una de complexa. Una sortida complexa es compta com un conjunt de vuit sortides 
simples: H11, H12, H21, H22 en part real i imaginària. 
 
Figura 7.6 Estructura del fitxer de sortida en la conversió horitzontal 
En aquest cas, representat a la figura 7.6, es necessiten tants fitxers ATLAS com 
sortides hi hagi, tant simples com imaginàries. Evidentment, l’escombrat ha de ser el 
mateix per a cada una d’elles. 
Aquí apareix la limitació d’haver d’escriure dades de fitxers alternativament. 
CAPÇALERA 















7.2.4. Conversió 2D 
És una combinació de la conversió horitzontal i vertical. Es fa servir per a mesures amb 
dobles escombrat i sortides múltiples o complexes. 
 
Figura 7.7 Estructura del fitxer de sortida en la converisó 2D 
En aquest cas també existeix una correspondència entre escombrat en els diferents punts 
de treball, per tant, s’ha de repetir la conversió horitzontal tantes vegades com punts de 
treball hi hagi. 
A partir d’aquests modes de conversió, es poden començar a dissenyar les rutines 
genèriques de gestió dels fitxers ATLAS. 
7.3. Funcions de l’aplicació de conversió de fitxers ATLAS a IC-CAP 
Per a aquesta aplicació, es distingeixen dos tipus de funcions. Les funcions d’adquisició 
de fitxers d’ATLAS, i les funcions d’escriptura del fitxer IC-CAP. Per a realitzar les 
rutines de conversió descrites en l’apartat anterior, es combinen les diferents funcions 
d’adquisició i escriptura.  
Per a cobrir totes les conversions existents, s’han programat en C quatre funcions 
principals, dues d’adquisició i dues d’escriptura.  
Amés, s’han dissenyat i programat dues eines per a que la aplicació sigui més completa 
i flexible. 
CAPÇALERA 



















La primera és una eina pel canvi de les característiques del fitxer IC-CAP, que permet 
canviar automàticament la naturalesa de les dades del fitxer IC-CAP, és a dir, permet 
convertir fitxers de dades simulades a mesurades i al revés. 
La segona eina es diu Conversion Manager i serveix per a poder fer conversions per a 
múltiples dispositius i múltiples models. 
7.3.1. Funció per a l’adquisició simple de fitxers ATLAS amb captura de 
paràmetres. 
El gran avantatge dels fitxers ATLAS és que tots són iguals.  
Però la limitació, és que no contenen tota la informació necessària per a elaborar el 
fitxer IC-CAP.  
Per tant, s’elabora el fitxer de sortida a partir de tots els paràmetres que ens proporciona 
el fitxer ATLAS i dels paràmetres de la base de dades dels setups. En algun cas si que 
es demana alguna dada a l’usuari, però sempre son aquelles impossibles d’obtenir a 
priori, ja que són úniques per a cada mesura. 
Abans de començar a dissenyar la rutina, es fa un anàlisi dels fitxers per a veure quins 
són els paràmetres que es poden obtenir del fitxer ATLAS. 
collector-substrate capacitance vs collector bias 











Pel que fa a la capçalera, no interessa res, ja que els nodes i el tipus de mesura estan 
guardats a la base de dades de mesures, però una bona informació que es pot extreure, 
es troba en les pròpies dades: 
1) Punt inicial de l’escombrat 
2) Punt final de l’escombrat 
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3) Número de punts de l’escombrat 
4) Pas de l’escombrat (es pot calcular a partir de la informació anterior). 
5) Les pròpies dades. 
La funció programada encarregada d’adquirir el fitxer ATLAS i obtenir aquests 
paràmetres, es diu get_file_params() i funciona de la següent manera: 
1) Introducció del fitxer d’entrada a través de la consola 
2) Obertura del fitxer en mode lectura 
3) Saltar a la cinquena línia (primera línia de dades) 
4) Llegir fins que trobem un espai (guardem el paràmetre d’inici de l’escombrat) 
5) Tornem a l’inici de les dades 
6) Avançar pel fitxer fins al final, copiant tots els caràcters a un fitxer temporal, i 
comptant els retorns de línia, que serà el número de punts de l’escombrat. 
7) Retrocedir fins al principi de la última línea i llegir fins a trobar un espai (s’obté 
el punt final de l’escombrat). 
8) Crida a la rutina de càlcul del pas de l’escombrat. 
Al finalitzar aquesta rutina, ja es disposa de tots els paràmetres i les dades, sense 
capçalera, en un fitxer temporal anomenat tmp.txt. 
Aquest sistema d’adquisició de dades només és vàlid per a conversions simples i 
verticals, ja que només s’ha de copiar el fitxer temporal generat (tmp.txt) directament a 
la sortida tal i com s’observa en la figura 7.8. 
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Figura 7.8 Fitxers que intervenen en la conversió simple 
Aquest sistema no funciona bé per al desplegament horitzontal i 2D ja que s’haurien de 
generar multitud de fitxers temporals, i intercalar les dades línia per línia. 
El codi de la funció get_data_hor() es pot observar en l’Annex B.1. 
7.3.2. Funció per a l’escriptura simple del fitxer IC-CAP 
En el cas de les conversions simple i vertical, només es necessita un fitxer ATLAS per 
cada bloc de dades, per tant, al fitxer IC-CAP, només s’hi ha d’escriure el contingut del 
fitxer descrit anteriorment tmp.txt. 
La funció que s’encarrega de fer aquesta escriptura és write_data(), que simplement 
copia tmp.txt al fitxer de sortida caràcter a caràcter.  
El codi de la funció write_data() es troba en l’Annex B.2. 
7.3.3. Funció per a l’adquisició de múltiples fitxers ATLAS 
En les conversions horitzontals i 2D, es necessiten múltiples fitxers ATLAS per a cada 
bloc de dades i tots els fitxers tenen el mateix escombrat, per tant, només és necessari 
capturar-ne els paràmetres en el primer fitxer.  
Per a la resta de fitxers, només són útils les dades de la sortida, ja que l’escombrat és 
sempre el mateix. Per això es realitza la funció get_data_hor(). 
Aquesta rutina no captura paràmetres ja que s’utilitza sempre posteriorment a la crida a 
get_file_params(), que s’encarrega de capturar-los.  





ESCOM.BRAT    DADES 
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1) Introducció del nom del fitxer ATLAS 
2) Obertura en mode lectura 
3) Salta fins a la línea 5 (primera línea de dades) 
4) Es salta el valor de l’escombrat i es situa a davant de la primera dada. 
5) Es llegeix i es copia a un altre fitxer temporal (tmpo.txt) fins que aparegui el 
retorn de línia. 
6) Es repeteix l’acció fins al final del fitxer. (Es repeteix per totes les sortides 
menys una, la primera la s’obté amb get_file_params()). 
Per tant, executant get_file_params() per al primer fitxer i get_data_hor() per a les 
altres sortides, s’obtenen dos fitxers temporals de la manera indicada en la figura 7.9. 
 
Figura 7.9 Fitxers generats en la conversió horitzontal 
Amb les dues funcions d’obtenció de dades, es poden combinar per a adquirir les dades 
de tots els tipus de mesures. 
El codi de la funció get_data_hor() es troba en l’annex B.3. 
7.3.4. Funció per a l’escriptura horitzontal de múltiples fitxers. 
La gran limitació que impedeix tractar tots els fitxers de manera similar, és que les 
funcions de gestió de fitxers en C [9], només permeten escriure a un fitxer a partir del 
final del fitxer. Per tant, no es poden escriure dades enmig d’un fitxer ja escrit, s’han 












Figura 7.10 Exemple de fitxer amb múltiples sortides 
En la figura 7.10 s’observa una part d’un fitxer IC-CAP de desplegament horitzontal. 
S’ha d’escriure línia a línia, per tant, prèviament s’han de barrejar les dades dels dos 
fitxers d’entrada.  
Tenint en compte els fitxer que generen get_data_hor() i get_file_params(), es crea una 
rutina per a escriure les dades de forma ordenada i línia a línia al fitxer de sortida. 
 
Figura 7.11 Desplaçament del punter en write_data_hor() 
Aquesta funció, representada en la figura 7.11, té la missió de recollir i escriure al fitxer 
de sortida de forma ordenada, es diu write_data_hor(n_outputs -1), i el que fa, és 
concatenar les dades que van escrites en una sola línia del fitxer IC-CAP. Primer escriu 
la línia de tmp.txt, on també hi ha l’escombrat, i a continuació s’escriuen les línies de 
tmpo.txt  que corresponguin. Aquesta acció es fa de la següent manera: 
1) Identificar les sortides que té el fitxer (informació guardada a la base de dades). 
El número de bloc s de dades a tmpo.txt serà el número de sortides de 














 #ve              ib              ic 
  0.8             1.57576e-14     5.49602e-15            
  0.79            1.76343e-14     8.11635e-15                  
  0.78            2.68667e-14     1.18816e-14                  
  0.77            3.61469e-14     1.74101e-14 
FITXER IB/VE FITXER IC/VE 
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2) Escriure al fitxer de sortida:  
a. Repetir per cada línia de dades: 
i. Escriure la línia de tmp.txt 
ii. Repetir per cada sortida 
1. Escriure la línia de tmpo.txt 
2. Saltar al següent bloc de dades de tmpo.txt 
El codi de la funció write_data_hor() es troba en l’Annex B.4. 
7.3.5. Rutina global de conversió simple i vertical 
Per a realitzar una conversió simple, només es necessita un fitxer ATLAS.  
El primer pas és seleccionar el setup de la llista que realitzi aquest tipus de conversió. 
A continuació s’introdueix el fitxer ATLAS mitjançat get_file_params() per a obtenir-
ne la informació de l’escombrat i el fitxer tmp.txt amb les dades. 
Després s’introdueix el nom del fitxer IC-CAP que es vol crear i s’hi escriu la capçalera 
amb la informació específica del setup seleccionat i la informació de l’escombrat 
obtinguda anteriorment. 
Per acabar, s’escriuen les dades del fitxer tmp.txt al fitxer de sortida IC-CAP mitjançant 
la funció write_data(). 
Per a la conversió vertical, es segueix el mateix procediment, però una vegada escrit el 
primer bloc de dades al fitxer de sortida, es repeteix la seqüència get_file_params() i 
write_data() per tots els blocs de dades que requereixi el setup seleccionat. 
7.3.6. Rutina global de conversió horitzontal i 2D 
Per aquest tipus de conversió, es necessiten múltiples fitxers ATLAS per cada bloc de 
dades. 
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Per a realitzar la conversió horitzontal, primer es selecciona el setup que realitzi aquest 
tipus de conversió. A continuació s’introdueix el primer fitxer ATLAS amb 
get_file_params() per a adquirir els paràmetres de l’escombrat. 
La resta de fitxers ATLAS requerits en el bloc de dades, s’adquireixen amb la funció 
get_data_hor(). En aquest punt, es disposa dels fitxers temporals tmp.txt i tmpo.txt. 
Seguidament s’introdueix el nom del fitxer de sortida IC-CAP i s’hi escriu la capçalera. 
Finalment es crida write_data_hor() per a escriure correctament el contingut dels fitxers 
temporals al fitxer de sortida. 
Per a realitzar conversions 2D, una vegada acabat el primer bloc de dades, es repeteix la 
seqüència get_file_params() – get_data_hor(n_sortides-1) – write_data_hor() per a tots 
els blocs de dades requerits pel setup seleccionat. 
7.3.7. Eina pel canvi de les característiques del fitxer de dades IC-CAP 
Aquesta eina serveix per a canviar el format del fitxer IC-CAP, sense haver d’obrir-lo. 
Els fitxers es poden canviar des de i cap a qualsevol dels tipus de fitxers que accepta IC-
CAP. D’aquesta manera es poden canviar conjunts de fitxers ràpidament, per fer, per 
exemple, extraccions a partir de dades simulades. El nom d’aquesta eina és 
file_mode_swap(). 
 
Figura 7.12 Possibilitats de canvi de mode en la eina file_mode_swap() 
En la figura 7.12 es poden veure els tres tipus de fitxers que permet tenir IC-CAP, i que 
són els que es poden substituïr amb la present eina. 
Per a realitzar aquest canvi, s’ha realitzat una rutina molt senzilla: 





2) Introduir el fitxer destí 
3) Copiar al fitxer fins a trobar el caràcter que indica el format del fitxer font 
4) Escriure el caràcter del format nou 
5) Copiar la resta del fitxer font, saltant el caràcter de format 
El codi de la funció file_mode_swap() es troba en l’Annex B.5. 
7.3.8. Conversion Manager 
L’objectiu principal d’aquesta eina era crear altres tipus de conversió, que no s’inclouen 
en el menú principal de l’aplicació. Es a dir, que es pugin crear conversions per a 
l’extracció d’altres models, o dispositius.  
Per a crear altres conversions, i conservar en gran part la vessant automàtica de la 
conversió, s’ha decidit crear una plantilla amb les característiques de la nova conversió, 
i cridar-la i manipular-la cada cop que es vulgui executar la conversió en qüestió. 
La clau és crear plantilles només amb la informació genèrica de la conversió, nodes, 
escombrats, sortides, entrades... però mai els valors, ja que són dinàmics i diferents per 
a cada conversió. 
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Figura 7.13 Diagrama de blocs del Conversion manager 
Degut a que fins a aquest punt, l’aplicació ha funcionat perfectament, el 
Conv_manager() està programat a mode de patch, és a dir, com a una part afegida a 
l’aplicació principal. L’estructura d’aquesta rutina es pot observar en la figura 7.13. 
La plantilla conté la capçalera genèrica i la capçalera específica, però mai amb els 
valors de les entrades ni els escombrats. Als llocs on hi vagi un valor, s’hi introdueix un 
caràcter especial, que a l’hora d’omplir la plantilla, és detectat de forma especial. En la 
plantilla també hi ha la informació del número d’entrades i sortides que té la mesura. 
Aquesta informació també estarà expressada en caràcters especials. 
Exemple de plantilla: 
! VERSION = 6.00 
BEGIN_HEADER 
 ICCAP_INPUTS 
  vbe        V  B E CM $p1 LIN        1    $b1  
 ICCAP_OUTPUTS 













FITXER DE SORTIDA 
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Els valors que poden canviar entre mesures, estan representats amb caràcters especials, i 
la rutina de lectura de plantilla, detecta que aquest valors són dinàmics. Amb aquest 
tipus de plantilla es poden crear noves mesures flexibles i amb el mínim d’interacció per 
part de l’usuari. En la taula 7.1 es veuen els tipus de caràcters especials i el seu 
significat dins la plantilla. 
 
Carac. 1 Carac. 2 Interpretació 
$l 1 o 2 Indica que es tracta d’un escombrat en llista d’ordre 1 o 2 
$b 1 o 2 Indica que es tracta d’un escombrat lineal d’ordre 1 o 2. 
$v Número 
d’entrada 
Indica que es tracta d’un punt de fix de tensió 
$h Número 
d’entrada 
Indica que es tracta d’un punt fix de freqüència 
$x Número de 
sortida 
Corresponent al caràcter que indicarà el mode de la sortida 
(S,M,B) 
*....* - Marca l’inici i el final del bloc de dades. 
$o Número de 
sortides 
Indica el número de sortides que té el bloc de dades 
$p Número 
d’entrada 
Es refereix a la precisió de l’entrada en qüestió 
Taula 7.1 Definició dels caràcters especials a la plantilla 
Es crea una rutina anomenada Create_Template() que permet omplir la plantilla pas a 
pas amb les característiques que li indiqui l’usuari. 
Els passos que realitza el programa per a omplir la plantilla són els següents: 
a) Obrir un fitxer en blanc i introduir-ne el nom amb el que volem guardar la 
plantilla 
b) Escriure les primeres línies de capçalera genèrica 
c) L’usuari ha d’introduir el número d’entrades i escombrats, i número de sortides 
d) Repetir per cada entrada: 
a. Introduir el nom, els nodes, la precisió, la prioritat i el tipus. 
b. Segons el tipus (punt fix o escombrat) escriure els caràcters especials que 
corresponguin a les dades variables en la plantilla. 
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e) Repetir per cada sortida: 
a. Introduir el nom, els nodes i el tipus (complex o normal). 
b. Escriure el caràcter especial que correspon a mesura / simulació, que 
també és dinàmic. 
f) Repetir per cada punt de l’escombrat secundari. 
a. Escriure el caràcter especial que indiqui la quantitat i el tipus de les 
conversions que s’han de fer. 
El codi de la funció create_template() es troba en l’Annex B.6. 
Un cop definida aquesta funció, es programa la rutina de utilització de la plantilla. 
Aquesta rutina s’anomena use_template(). 
En el moment que es crida la funció d’omplir la plantilla, la única tasca a fer és copiar la 
plantilla al fitxer de sortida fins a llegir un caràcter especial. 
En el moment que es llegeix un caràcter especial, es crida la funció que correspongui 
per a omplir el seu lloc. 
Pel que fa als valors ($) de la capçalera, els ha d’introduir l’usuari manualment, a part 
dels que fan referència a l’escombrat, que són calculats automàticament amb les 
funcions d’adquisició d’arxius descrites anteriorment (get_file_params() i 
get_data_hor()). 
En quant als valors ($) de les dades, la rutina interpreta el número que hi ha al darrera 
de $ com a les combinacions de write_data i write_data_hor() que s’han de fer, per tant, 
l’usuari ha d’anar introduint els fitxers d’entrada i la rutina els escriu en l’ordre que 
toqui. 
El codi de la funció use_template() es troba en l’Annex B.7. 
Finalment, s’ha re-estructurat el menú principal de manera que hi hagi un fàcil accés a 
les funcions del Conversion manager. L’aspecte final del menú és el següent: 
1) Main Menu 
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a. SPICE – GP CONVERSION 
b. VBIC CONVERSION 
c. FILE MODE SWAP TOOL 
d. CONVERSION MANAGER 
i. Create template 
ii. Use template 
iii. Tamplate list 
e. HELP 
Escollint create_template(), es criden les funciones de creació de la plantilla, i aquesta 
es guarda al directori actual. 
Triant use_template(), es criden les funcions per llegir i omplir la plantilla, també es 
criden les funcions de generació del fitxer final IC-CAP. 
S’afegeix una funcionalitat per a poder classificar les plantilles creades, aquesta opció 
que s’anomena template_list, obre un fitxer text amb les plantilles creades classificades 
com l’usuari desitgi, així es poden agrupar les plantilles per models, per dispositius o 
per el que l’usuari desitgi. 
Aquest fitxer template_list.txt (exemple en figura 7.14) l’ha de modificar l’usuari 
manualment, ja que és ell que decideix les agrupacions a fer. Però l’aplicació afegeix 
automàticament al final del fitxer les plantilles de nova creació, perquè l’usuari les 
pugui col·locar en l’apartat que vulgui. 
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Figura 7.14 Exemple de template_list 
Amb aquesta eina, es poden crear totes les conversions que es vulguin, per tant, es 
flexibilitza al màxim l’aplicació. 
 
8. Verificació de l’aplicació de conversió de fitxers ATLAS a IC-CAP 
Una vegada s’ha construït el programa, s’ha fet la compilació i la correcció d’errors. 
Aquest primer debug (correcció dels errors en l’execució del programa) s’ha fet 
mitjançant el mètode prova – error i utilitzant fitxers de prova simples. S’han provat tots 
els tipus de fitxers que requerissin els diferents tipus de conversió. 
Una vegada acabat aquest primer debug, s’ha creat el fitxer executable i s’ha guardat 
com a primera versió. 
Per a verificar realment l’aplicació, s’han d’utilitzat fitxers reals per a fer una extracció 
real, per tant, s’han fet dues proves amb dades reals per a testejar l’aplicació. La primera 
ha set la conversió de fitxers per a la extracció del model SPICE – GUMMEL – POON 
d’un transistor de SiGe, i en la segona, es s’ha repetit el procediment, però per a un 
transistor de GaAs. 
D’aquesta manera, una vegada acabada la conversió, s’han pogut identificar i corregir 
els errors en el programa que s’han trobat en l’aplicació. 
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8.1. Transistor bipolar d’heterounió de SiGe 
S'utilitzen els resultats de la simulació física, utilizant ATLAS, d'un transistor bipolar 
d'heterounió de SiGe d'última generació [10]. Per a seleccionar quines són les 
simulacions requerides, s’han analitzat les corbes obtingudes en l’apartat 3, en 
l'extracció del model del BFP620, ja que aquest dispostiu també és de SiGe. S’han 
analitzat els punts de treball i s’ha elaborat el llistat de mesures requerides per a fer 
l’extracció. Evidentment aquestes mesures han hagut de concordar amb els 
requeriments de cada SETUP, i per tant, també han estat les mateixes que requereix 
l’aplicació dissenyada. A continuació es mostra un extracte del llistat elaborat per 
aquest transistor. El llistat complert es troba en l’Annex C.1. 
 
1) Capacidad CBE, para 1 MHz, 1GHz y 10 GHz: (fss_027_1M_cbe.dat, 
fss_027_1G_cbe.dat, fss_027_10G_cbe.dat) 
Cbe/Vbe con Vbe de -2 a 0.6 con pasos de 100mV (28 puntos) 
 
2) Capacidad CBC, para 1 MHz, 1GHz y 10 GHz: (fss_027_1M_cbc.dat, 
fss_027_1G_cbc.dat, fss_027_10G_cbc.dat) 
Cbc/Vbc con Vbc de 0.4 a -2.0 con pasos de 100mV (28 puntos) 
 
3) Medidas fgummel, corriente de base, para VBC=0, VCE=0.5, 1.0, 1.5, 2.0 : 
(fss_027_fgum_ib.dat, fss_027_fgum_05_ib.dat, fss_027_fgum_10_ib.dat, 
fss_027_fgum_15_ib.dat, fss_027_fgum_20_ib.dat) 
 
Ib/Vbe con Vb de 0.4 a 1.0 con pasos de 20mV (31 puntos) y Ve=0 
 
4) Medidas fgummel, corriente de colectoe, para VBC=0, VCE=0.5, 1.0, 1.5, 2.0 : 
(fss_027_fgum_ic.dat, fss_027_fgum_05_ic.dat , fss_027_fgum_10_ic.dat, 
fss_027_fgum_15_ic.dat, fss_027_fgum_20_ic.dat) 
 
Ic/Vbe con Vb de 0.4 a 1.0 con pasos de 20mV (31 puntos) y Ve=0 
 
5) Medidas rgummel, corriente de base, para VBE=0, VEC=0.5, 1.0: 
(fss_027_rgum_ib.dat, fss_027_rgum_05_ib.dat, fss_027_rgum_10_ib.dat) 
 
Ib/Vbc con Vb de 0.4 a 1.0 con pasos de 20mV (31 puntos) y Vc=0 
Una vegada elaborada la llista anterior, s’han rebut els resultats d’ATLAS, és a dir, tots 
els fitxers amb els resultats de les simulacions. 
És imprescindible mantenir una coherència en el nom dels fitxers, per a no crear 
confusions a la hora de la conversió. Amb els fitxers disponibles s’ha procedit a utilitzar 
l’aplicació de conversió de fitxers, que es pot veure en la figura 8.1. 
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Figura 8.1 Captura de pantalla de l’aplicació 
S’han realitzat totes les conversions presents en el menú SPICE, ja que són les que 
necessita IC-CAP per a fer l’extracció. 
Per exemple, per a realitzar la conversió de cbe.dat, s’han seguit els següents passos: 
1) Identificar el fitxer IC-CAP amb les dades de Cbe / Vbe. 
base-emitter capacitance vs base bias 














2) Executar el programa i escollir la conversió per al SETUP CBE. 
3) Seguir les instruccions que et dóna el programa: 
 a) Introduir el fitxer d’entrada (cbe.dat) 
 b) Introduir el nom del fitxer de sortida (mes_cbe.mdm) 
 c) Escollir el tipus de fitxer de sortida (mesura o simulació) 
Ja s’ha generat el fitxer de sortida IC-CAP per a aquesta mesura (figura 8.2), a 
continuació, s’ha comprovat que els valors i el format és correcte. 
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Figura 8.2 Fitxer IC-CAP generat per l’aplicació 
S’ha repetit aquest procés per a tots els setups. Es realitzen totes les conversions de 
manera senzilla gràcies a les ajudes que es donen en temps d'execució. 
Una vegada fetes totes les conversions, s’han importat les dades a l’IC-CAP en cada 
setup amb la comanda d’IC-CAP import, i seleccionant que el que importem són dades 
mesurades, i no simulades.  
Per a comprovar que s’han convertit correctament les dades, s’han analitzat les 
gràfiques de les mesures. A les figures 8.3 i 8.4 es veuen les corbes de les simulacions 
de ATLAS convertides i importades a IC-CAP. La 8.3 correspon al setup de contínua 
fgummel i la 8.4 al setup d’alterna ftic. 
 
 
Figura 8.3 Mesura del transistor de 
SiGe. Setup fgummel (iC,iB/vB) 
Figura 8.4 Mesura del transistor de 
SiGe. Setup ftic (fT/iC) 
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S’han resetejat els paràmetres i s’ha seguit el mateix procediment exposat en l’apartat 
d’extracció del model del BFP620, ja que es tracta d’un transistor de similars 
característiques. 
En acabar l’extracció, s’ha comprovat que tots els paràmetres no sortissin de rang, i 
s’han simulat tots els setups.  
Per comprovar la qualitat de l’extracció, es miren les gràfiques comparant la simulació 
del model extret i les dades mesurades (importades d’ATLAS). 
Les figures 8.5, 8.6 i 8.7 corresponen als setups de contínua fgummel (8.5 i 8.6) i fearly 







Figura 8.5 Comparació entre la corba 
mesurada i la simulada pel transistor 
de SiGe. Setup fearly (iC/vC) 
Figura 8.6 Comparació entre la corba 
mesurada i la simulada pel transistor de 
SiGe. Setup fgummel (iC,iB/vB) 
Figura 8.7 Comparació entre la corba 
mesurada i la simulada pel transistor 
de SiGe. Setup fgummel (βF/iC) 
Figura 8.8 Comparació entre la corba 
mesurada i la simulada pel transistor 
de SiGe. Setup ftic (fT/iC) 
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S’observa en les figures anteriors (8.5, 8.6 i 8.7) que l’ajust de les corbes no és tant fi 
com en el cas de prova del BFP620, però de totes maneres, les corbes en contínua són 
semblants. En alterna (figura 8.8), hi ha més diferències, o sigui que s’hauria de buscar 
un mètode millor per a la extracció del model AC.  
S’ha obtingut una primera aproximació del model compacte del transistor, per a que 
aquest model fos fidel, les gràfiques simulades i mesurades haurien de ser idèntiques. 
El model compacte obtingut es pot observar en l’Annex D.1. 
8.2. Transistor bipolar d’heterounió de GaAs 
Per a realitzar una altra prova de l’aplicació, s’ha escollit un transistor bipolar 
d’heterounió de InGaP/GaAs que és utilizat en el diseny de amplificadors de potència 
per aplicacions inalambriques [11] . 
La gran diferencia entre un transistor bipolar d’heterounió de SiGe i un de GaAs, 
resideix en les seves bandes d’energia. En la taula 8.1 s’observa una comparació dels 
Gap(eV) , per als tres materials en qüestió: silici, germani i arsenur de gali . El GAP és 
l’energia entre la banda de valència i la banda de conducció dels electrons. Aquest 




Taula 8.1. Comparació del GAP entre materials 
Com s’observa en la taula 8.1, el GaAs té un gap superior als altres dos materials, això 
significa que el transistor entrarà en conducció en punts de treball superiors als de SiGe. 
Per tant, s’ha hagut d’elaborar una nova llista de mesures ATLAS per al transistor de 
GaAs. Les mesures han set les mateixes que les del transistor de SiGe, però els 
escombrats i els punts de treball per fer les simulacions, han set diferents. 
Per altra banda, les diferències entre transistors, no afecten a l’aplicació de la conversió. 
Simplement han canviat els punts de treball i les característiques de les corbes. Per tant, 
la llista de mesures d’ATLAS requerides s’ha agut de reajustar, ja que els punts 
significatius en les mesures, estan en posicions diferents que en un transistor de SiGe. A 
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continuació es mostra un extracte del llistat de mesures ATLAS elaborat per aquest 
tipus de transistor bipolar d’heterounió. El llistat complert es troba en l’annex C.2. 
 
1) Capacidad CBE, para 1 MHz, 1GHz y 10 GHz: (fgs_027_1M_cbe.dat, 
fgs_027_1G_cbe.dat, fgs_027_10G_cbe.dat) 
Cbe/Vbe con Vbe de -3.0 a 1.0 con pasos de 100mV (puntos) 
 
2) Capacidad CBC, para 1 MHz, 1GHz y 10 GHz: (fgs_027_1M_cbc.dat, 
fgs_027_1G_cbc.dat, fgs_027_10G_cbc.dat) 
Cbc/Vbc con Vbc de -3.0 a -1.0 con pasos de 100mV (puntos) 
 
3) Medidas fgummel, corriente de base, para VBC=0, VCE= 2, 3.5, 5, 6.5: 
(fgs_027_fgum_ib.dat, fgs_027_fgum_20_ib.dat, fgs_027_fgum_35_ib.dat, 
fgs_027_fgum_50_ib.dat, fgs_027_fgum_65_ib.dat) 
 
Ib/Vbe con Vb de 0.8 a 1.5 con pasos de 20mV (puntos) y Ve=0 
 
4) Medidas fgummel, corriente de colector, para VBC=0, VCE=2, 3.5, 5, 6.5 : 
(fgs_027_fgum_ic.dat, fgs_027_fgum_20_ic.dat , fgs_027_fgum_35_ic.dat, 
fgs_027_fgum_50_ic.dat, fgs_027_fgum_65_ic.dat) 
 
Ic/Vbe con Vb de 0.8 a 1.5 con pasos de 20mV ( puntos) y Ve=0 
 
5) Medidas rgummel, corriente de base, para VBE=0, VEC=3.5, 5: 
(fgs_027_rgum_ib.dat, fgs_027_rgum_35_ib.dat, fgs_027_rgum_50_ib.dat) 
S’han recopilat els fitxers d’aquestes mesures d’ATLAS i s’ha fet la conversió, de la 
mateixa manera que s’ha fet pel transistor de SiGe, ja que els setups són els mateixos. 
Una vegada realitzada la conversió, s’han importat els fitxers a IC-CAP, a les figures 
8.9 i 8.10 es poden veure les dades convertides de ATLAS. La figura 8.9 correspon al 




S’ha comprovat que no hi ha les gràfiques fora de rang , i s’han executat totes les rutines 
d’extracció. Un cop extrets els nous paràmetres, s’han comparat les corbes mesurades i 
simulades.  
A les figures 8.11, 8.12, 8.13 i 8.14 es veu la comparació de la corba de simulació del 
model extret, i la corba de la mesura. Les figures 8.11 i 8.12 correspon al setup de DC 
fgummel, la 8.13 al setup també de contínua fearly, i la 8.14 al setup d’alterna ftic.  
 
Figura 8.9 Mesura del transistor de 
GaAs. Setup Fgummel (iC,iB/vB) 
Figura 8.10 Mesura del transistor de 
GaAs. Setup ftic (fT/iC) 
Figura 8.11 Comparació entre la 
corba mesurada i la simulada pel 
transistor de GaAs. Setup Fgummel 
(iC,iB/vB) 
Figura 8.12 Comparació entre la 
corba mesurada i la simulada pel 





S’ha obtingut un model compacte SPGP per a aquest transistor de GaAs, aquest es 
mostra en l’Annex D.2.   
Figura 8.13 Comparació entre la 
corba mesurada i la simulada pel 
transistor de GaAs. Setup fearly (iC/vC) 
Figura 8.14 Comparació entre la 
corba mesurada i la simulada pel 
transistor de GaAs. Setup ftic (fT/iC) 
 55 
9. Conclusions 
S’ha desenvolupat una aplicació informàtica que permet convertir fitxers de simulació 
del programa ATLAS, a fitxers de mesures d’IC-CAP per a la obtenció del model 
compacte del transistor bipolar. 
Aquesta aplicació, està orientada a la extracció del model compacte SPICE Gummel-
Poon per a transistors bipolars. Els tipus de conversió predeterminats coincideixen amb 
els setups del model bjt_npn.mdl de la llibreria d’IC-CAP per a SPGP. També s’ha 
afegit una altre conversió predeterminada que és la de VBIC, correspon al model 
vbic_npn.mdl d’IC-CAP. 
Es tracta d’una aplicació senzilla d’utilitzar ja que disposa d’una secció ajuda, amés, en 
el cas de les conversions de SPGP, es mostra una explicació en cada un els passos que 
s’han de seguir per a fer una conversió. 
S’ha automatitzat al màxim l’aplicació. La interactivitat amb l’usuari es limita a la 
introducció manual del nom dels fitxers ATLAS i del fitxer de sortida IC-CAP que es 
vol generar. En cas que la conversió ho requereixi, l’usuari també ha d’introduir punts 
de treball manualment, ja que els fitxers ATLAS no incorporen aquesta informació. 
S’han programat en C les quatre funcions bàsiques de gestió de fitxers que permeten 
realitzar tots els tipus de funcions (dues d’adquisició de fitxers i dues d’escriptura del 
fitxer de sortida IC-CAP). Combinant aquestes quatre funcions es poden realitzar tots 
els tipus de conversions. 
També s’han realitzat dues eines que afegeixen funcionalitats a la aplicació. La primera 
és una eina per a canviar els fitxers de mesures a fitxers de simulació i al revés. La 
segona eina és el Conversion Manager. 
El Conversion Manager afegeix flexibilitat a l’aplicació. Es tracta d’una aplicació que 
es permet crear conversions per a múltiples dispositius i per a altres models compactes.  
L’aplicació conté dues seccions predefinides: les conversions per a VBIC i SPGP. I amb 
l’ajuda del Conversion Manager, es poden crear tots els tipus de conversions que 
l’usuari desitgi. D’aquesta manera, es poden obtenir fitxers IC-CAP per a tots els setups 
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que necessiti l’usuari. Això fa que l’aplicació no es limiti a la conversió de fitxers per a 
la obtenció dels models SPGP i VBIC en transistors bipolars d’heterounió, sinó que es 
pot utilitzar per a extreure altres models i dispositius. 
Per a verificar el funcionament de l’aplicació s’ha realitzat la extracció del model 
compacte SPGP amb IC-CAP a partir de resultats de simulació ATLAS per a dos 
transistors bipolars d’heterounió, un de SiGe i un de GaAs. 
Prèviament, s’ha realitzat la extracció del model compacte SPGP d’un transistor de 










Annex B.1. Codi de la funció get_file_params() 
 
La funció get_file_params() s’encarrega d’adquirir un fitxer ATLAS i realitzar dues 
operacions. La primera és capturar els paràmetres de l’escombrat del fitxer ATLAS, i la 
segona és copiar-ne les dades a un fitxer temporal anomenat tmp.txt. 
 
void get_file_params(void) { 
 
char nom[30]; 
int d1, d2, x1, j, v; 
char eol3[1]; 
po=0; 
tmp=fopen("tmp.txt", "w+"); //obertura del fitxer temporal en  
 //mode escriptura 
 
printf("\nEnter the ATLAS file name .dat: "); 
scanf("%s",nom); 
if((d1 = open (nom, O_RDONLY)) == -1){ //obertura del fitxer  
         //ATLAS 




lseek(d1,0, SEEK_SET); //punter a l’inici 
  
while (c<=3){ //saltem les quatre primeres línies 
 read (d1, buf, 1); 
 if (buf[0]=='\n'){ 





while (1) { //es llegeix l’inici d’escombrat 
read(d1, buf, 1); 
if (buf[0]==' ') {  





po=lseek(d1,- (x1+1), SEEK_CUR); 






while (end==0){ //es recorre tot el fitxer 
j=0; 
   read (d1, buf, 1); 
 i=i+1; 
 fprintf(tmp, "%c", buf[0]); //es copia a tmp.txt 
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     if (buf[0]==' ') { 
    v=i; 
         i=0;                   
       while(j<=15-v) { 
        fprintf(tmp, " "); 
        j=j+1; 
       } 
  
     } 
 if (buf[0]=='\n'){ //cada cop que hi ha un intro 
         i=0; 
  c=c+1; //s’incrementa el comptador de punts 
  read (d1, buf, 1); 
  lseek(d1,-1, SEEK_CUR); 



















while (1) { 
read(d1, buf, 1); 
if (buf[0]==' ') {  





lseek(d1,- (x1+1), SEEK_CUR); 
read(d1, fin, x1); //es guarda el final d’escombrat 
 
get_pas(init, fin, npoints); //es calcula el pas 
 





Annex B.2. Codi de la funció write_data() 
 
Aquesta funció serveix per a les conversions simples i verticals. La seva operació és 







tmp=fopen("tmp.txt", "r+"); //s’obre el fitxer temporal 
rewind(tmp); //punter a l’inci del fitxer 
 
fprintf(sortida,"  "); //es posa un espai a l’inici de totes les  
     // línies del fitxer IC-CAP 
 
while(dato!=EOF) { //per tot el fitxer 
dato=fgetc(tmp); 
if(dato=='\n'){ 
       fprintf(sortida,"\n  ");  
} 
else{ 
fprintf(sortida, "%c", dato); //es copia un caràcter 
  }                       
} 
 
fseek(sortida,-3,SEEK_CUR); // es corregeix l’offset entre 





Pel que fa a l’escriptura del fitxer IC-CAP, hi ha unes funcions auxiliars que permeten 
generar el fitxer de forma automàtica.  
La funció enter_out_name() serveix per a obrir el fitxer de sortida IC-CAP.  
La funció sim_or_meas() serveix per a seleccionar quin tipus de fitxer es vol obtenir (de 
mesures o simulació).  
Finalment, la funció write_header() escriu la capçalera genèrica al fitxer IC-CAP.  





printf("\nEnter the output file name .mdm \n"); 
scanf("%s",out); 







printf("\nType S for a simulation output file, or M for measured 
data FILE:\n");               
scanf("%s", simeas); 







fseek(tmp, 0, SEEK_SET); 
fprintf(sortida, "! VERSION = 6.00\n")  ;   
fprintf(sortida, "BEGIN_HEADER\n"); 
fprintf(sortida, " ICCAP_INPUTS\n");     
    
}
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Annex B.3. Codi de la funció get_data_hor() 
 
Aquesta funció serveix per a adquirir múltiples fitxers ATLAS. La seva funció és 
copiar-ne el contingut de les sortides (no l’escombrat) a un fitxer temporal anomenat 
tmpo.txt. Aquesta rutina no captura cap tipus de paràmetres auxiliars. 
 
void getdata_hor(char *miss) { 
 
tmpo=fopen("tmpo.txt", "a+"); //obertura de tmpo.txt 
char nomi[30]; 
char cho; 
printf("\nEnter the next ATLAS file: %s\n", miss); 
scanf("%s",nomi); 
fd2 = fopen(nomi, "rb"); //obertura del fitxer ATLAS 
if(!fd2) { 









for (i=0; i<=npoints; i++) { //per totes les línies 
 
while(fgetc(fd2)!=' '){ //saltem fins a l’espai 
fseek(fd2, -1, SEEK_CUR); 




fseek(fd2, -1, SEEK_CUR); 
while(fgetc(fd2)!='\n') { 
fprintf(tmpo,"%c",fgetc(fd2)); //copia a tmpo.txt 








Annex B.4. Codi de la funció write_data_hor() 
 
Aquesta funció serveix per a escriure al fitxer de sortida IC-CAP els dos fitxers 








     
     
tmp=fopen("tmp.txt", "r"); //obertura de tmp.txt 
tmpo=fopen("tmpo.txt", "r"); //obertura de tmpo.txt 
rewind(tmp); //posicionament del punter a l’inici 
rewind(tmpo); //posicionament del punter a l’inici 
 
for (i=0; i<npoints; i++) { //per cada línia 
 print_espais(14); //escriure espais entre sortides 
     ncar=0; 
     endx=0; 
     while(endx==0) {  
    
carx=fgetc(tmp); 
           if (carx=='\n') { 
endx=1; 
} 
           else { //escriure línia de tmp.txt 
fprintf(sortida,"%c",carx);  
   ncar++; 
}  
} 
     print_espais(ncar-16); //calcular i escriure espais 
     for (j=0; j<repe; j++) { //escriure línia de tmpo.txt 
       print_line((i+1)+(j*(npoints)));  
     } 




La funció auxiliar print_line() implementa la funció de copiar el fitxer tmpo.txt al fitxer 
de sortida de forma ordenada. El seu codi és el següent: 
 






       fseek(tmpo, -1, SEEK_CUR); 
           fprintf(sortida,"%c", fgetc(tmpo)); 
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} 
     print_espais(e); 
} 
 
La funció auxiliar skip_line() té la missió de saltar línies en el fitxer tmp.txt per a copiar 
els valors al fitxer de sortida de forma ordenada. El codi es mostra a continuació: 
 
skip_line(int nlines) { 
 
rewind(tmpo); 
for (i=0; i<nlines; i++){ 
while(fgetc(tmpo)!='\n'){ 
fseek(tmpo, -1, SEEK_CUR); 
                fgetc(tmpo); 
          } 
} 
              
} 
 
La funció auxiliar print_espais(), escriu espais al fitxer de sortida, tenint en compte que 
perquè el fitxer IC-CAP quedi ben alienat, el valor fixe entre columnas de dades, no és 
el número d’espais entre valors, sinó el número d’espais més el número de caràcters 
més el d’espais, que és igual a 16. El codi d’aquesta funció es mostra a continuació. 
 
print_espais(int nesp){ 
for (i=0;i<16-nesp;i++) { 
fprintf(sortida," "); 
} 
}   
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Annex B.5. Codi de la funció file_mode_swap() 
 
Aquesta funció serveix per a canviar la naturalesa del fitxer IC-CAP. El mode es pot 




FILE *tmpi, *tmpout; 
FILE *sortida; 
char car, cari, caro, cara; 
char nomi[15]; 




printf("\nEnter the SOURCE .mdm FILE name:  "); 
scanf("%s", nomi); 
tmpi=fopen(nomi, "r"); //obertura del fitxer origen 
 
printf("\nEnter the TARGET .mdm FILE name:  "); 
scanf("%s", nomo); 
tmpout=fopen(nomo, "w"); //oberture del fitxer destí 
 
printf("\nSelect the target FILE type('S' for simulation, 'M' 






if ((cara=='B'|| cara=='M') && (simormeas[0] =='S')){ 
//canvi a fitxer de simulació 
  fseek(tmpi,-2,SEEK_CUR); 
  cari=fgetc(tmpi); 
  if(cari==' '){ 
   fseek(tmpi,1,SEEK_CUR); 
   caro=fgetc(tmpi); 
   if(caro=='\n'){  
fprintf(tmpout, "S\n"); 
} 




  } 





else if((cara=='S'|| cara=='B') && (simormeas[0] =='M')){ 
//canvi a mesura 
fseek(tmpi,-2,SEEK_CUR); 
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  cari=fgetc(tmpi); 
  if(cari==' '){ 
   fseek(tmpi,1,SEEK_CUR); 
   caro=fgetc(tmpi); 
   if(caro=='\n'){  
fprintf(tmpout, "M\n"); 
} 




  } 






else if((cara=='S'|| cara=='M') && (simormeas[0] =='B')){ 
//canvi a both 
fseek(tmpi,-2,SEEK_CUR); 
  cari=fgetc(tmpi); 
  if(cari==' '){ 
   fseek(tmpi,1,SEEK_CUR); 
   caro=fgetc(tmpi); 
   if(caro=='\n'){  
fprintf(tmpout, "B\n"); 
} 




  } 

















Annex B.6. Codi de la funció create_template() 
 
Aquesta funció pertany al Conversion Manager i permet crear plantilles per a que 
l’usuari pugui crear les seves pròpies conversions. Aquesta funció està programada 




 FILE *tmpl; 
 FILE *tmpl_list; 
     char auxi[4]; 
char nom[20]; 
int  i, ins, fix=0, buc = 0; 
char ll[2]; 
char nins[2], fos[2], fov[2], in_name[4], out_name[4], node1[4], 
*node2, FICT, in_mode[4], swo[2], out_type[2], nouts[2], 
noutsc[2],out[5][5], in[5], fin[5][5]; 
char cabe_out[4], cabe_in[4], 
cabe_out2[4],cabe_out3[4],cabe_out4[4],cabe2_out[134]; 
printf("Template name: "); 
scanf("%s",nom); 
tmpl = fopen(nom, "w"); 
fseek(tmpl, 0, SEEK_SET); 
fprintf(tmpl, "! VERSION = 6.00\n")  ;   
fprintf(tmpl, "BEGIN_HEADER\n"); 
fprintf(tmpl, " ICCAP_INPUTS\n");  
printf("Number of inputs:"); 
scanf("%s",nins); 
 
ins = atoi(nins); 
for(i=0;i<ins;i++){ //intruducció d'entrades 
printf("---------------INPUT %d --------------\n", i); 
 printf("Input: %d, Fixed point(1) or Sweep(0)?",i); 
 scanf("%s",fos); 
 if(atoi(fos)==1){ 
  printf("Input Type: (V:0) (Freq:1)"); 
  scanf("%s",fov); 
  if(atoi(fov)==0){ 
   printf("Input name:"); 
   scanf("%s", in_name); 
   printf("Node +:"); 
   scanf("%s", node1); 
   printf("Node -:"); 
   scanf("%s", node2); 
   printf("Input mode:"); 
   scanf("%s",in_mode); 
   strcpy(fin[fix],in_name); 
   fix++; 
   fprintf(tmpl, "  %s        V  %s %s %s  $p%d CON        
   $v%d\n", in_name, node1, node2, in_mode,i,i); 
  } 
  else{ 
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   strcpy(fin[fix],"freq"); 
   fix++; 
   fprintf(tmpl, "  freq        F  CON        
    $h%d\n",i);   
  } 
 } 
 else{ 
  printf("Input Sweep Type: (V:0) (Freq:1)"); 
  scanf("%s",fov); 
  if(atoi(fov)==0){ 
   printf("Linear(0) or list(1)?  "); 
   scanf("%s", ll); 
   printf("Input name:"); 
   scanf("%s", in_name); 
   printf("Node +:"); 
   scanf("%s", node1); 
   printf("Node -:"); 
   scanf("%s", node2); 
   printf("Input mode:"); 
   scanf("%s",in_mode); 
   printf("Sweep order:"); 
   scanf("%s",swo); 
 if(atoi(swo)==2){ 
 strcpy(fin[fix],in_name); 
 fix++;  
 buc = 1; 





   if(atoi(ll)==0){ 
    fprintf(tmpl, "  %s        V  %s %s %s  
     $p%d   LIN        %s   $b%s\n", 
in_name,      node1, node2, in_mode, 
i,swo,swo); 
   } 
   else{ 
    fprintf(tmpl, "  %s        V  %s %s %s  
     LIST        %s   $l%d\n", in_name, 
node1,      node2, in_mode, swo,i); 
   } 
            if((atoi(swo)==1)){  
    strcpy(cabe_in , in_name);  
   } 
   
  } 
  else{ 
   printf("Linear(0) or list(1)?  "); 
   scanf("%s", ll); 
   printf("Sweep order:"); 
   scanf("%s",swo); 
   if(atoi(swo)==2){ 
    strcpy(fin[i],"freq");  
    fix++;  
    buc = 1;  
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    strcpy(auxi, in_name);  
   } 
   else{ 
    strcpy(in,"freq"); 
   } 
   if(atoi(ll)==0){ 
    fprintf(tmpl, "  freq        F    LIN        
    %s   $b%s\n", swo,swo); 
   } 
   else{ 
    fprintf(tmpl, "  freq        F    LIST       
    %s   $l%d\n", swo,i); 
   } 
   if((atoi(swo)==1)){  
    strcpy(cabe_in , "freq"); 
   } 




fprintf(tmpl, " ICCAP_OUTPUTS\n"); 
 
printf("Number of non complex outputs:"); 
scanf("%s",nouts); //introducción de sortides 
for(i=0;i<atoi(nouts);i++){ //loop per cada sortida 
 printf("---------------OUTPUT %d --------------\n", i); 
 printf("Output name:"); 
 scanf("%s", in_name); 
 printf("Output Type(I, C...):"); 
 scanf("%s", out_type); 
 printf("Node +:"); 
 scanf("%s", node1); 
 printf("Node -:"); 
 scanf("%s", node2); 
 printf("Output mode:"); 
 scanf("%s",in_mode); 
 fprintf(tmpl, "  %s        %s  %s %s %s  $x%d\n", in_name, 
 out_type, node1, node2, in_mode,i); 
 if(i==0){ strcpy(cabe_out, in_name);printf("----STORED %d--
 %s-\n",i, cabe_out);} 
 if(i==1){ strcpy(cabe_out2, in_name);printf("----STORED %d-
 -%s--\n",i, cabe_out2);} 
 if(i==2){ strcpy(cabe_out3, in_name);printf("----STORED %d-
 --%s-\n",i, cabe_out3);} 
 if(i==3){ strcpy(cabe_out4, in_name);printf("----STORED %d-
 --%s-\n",i, cabe_out4);} 
} 
int jx=0; 
printf("Number of complex outputs:"); 
scanf("%s",noutsc); 
for(i=0;i<atoi(noutsc);i++){ 
 printf("Output name:"); 
 scanf("%s", in_name); 
 printf("Output Type(S, H...):"); 
 scanf("%s", out_type); 
 printf("Node +:"); 
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 scanf("%s", node1); 
 printf("Node -:"); 
 scanf("%s", node2); 
 printf("Output reference(GROUND):"); 
 scanf("%s",refe); 
 printf("Output mode(NWA):"); 
 scanf("%s",in_mode); 
 fprintf(tmpl, "  %s        %s  %s  %s %s %s  $x%d\n", 
 in_name, out_type, node1, node2,refe, in_mode,i); 
 if(out_type[0] == 'S'){ 
  strcpy(cabe2_out , " R:S(1,1)         I:S(1,1)        
   R:S(1,2)        I:S(1,2)        R:S(2,1)        
    I:S(2,1)         R:S(2,2)        
I:S(2,2)"); 
 } 
 if(out_type[0] == 'H'){ 
  strcpy(cabe2_out , " R:H(1,1)        I:H(1,1)        
   R:H(1,2)        I:H(1,2)        R:H(2,1)        








 fprintf(tmpl," ICCAP_VAR %s    $f%d\n", fin[jx],jx); 
} 
 
if(atoi(noutsc) == 0) { 
 if(atoi(nouts) == 1){ 
  fprintf(tmpl, " #%s              %s",   
   cabe_in, cabe_out); 
 } 
 if(atoi(nouts) == 2){ 
  fprintf(tmpl, " #%s              %s              %s", 
  cabe_in, cabe_out, cabe_out2); 
 } 
 if(atoi(nouts) == 3){ 
  fprintf(tmpl, " #%s              %s              %s              
  %s", cabe_in, cabe_out, cabe_out2, cabe_out3); 
 } 
 if(atoi(nouts) == 4){ 
  fprintf(tmpl, " #%s              %s              %s              
  %s               %s", cabe_in, cabe_out, cabe_out2, 




 fprintf(tmpl, "\n #%s            %s", cabe_in, cabe2_out); 







Annex B.7. Codi de la funció use_template() 
 
Aquesta funció pertany al Conversion Manager i permet llegir i interpretar les plantilles 
creades amb la funció create_template(). Aquesta funció llegeix la plantilla i interpreta 
tots els caràcters especials que troba. Per cada carácter especial, actua de la manera que 










int op1, op2; 
printf("Enter the template name:"); 
scanf("%s",nom); 
tmpx = fopen(nom, "r"); 
fseek(tmpx, 0, SEEK_SET); 
printf("Enter the Output FILE name .mdm:"); 
scanf("%s",nom2); 
sortida = fopen(nom2, "w"); 
fseek(sortida, 0, SEEK_SET); 
while(1){ 
 if(fgetc(tmpx)=='*'){break;} 
 fseek(tmpx, -1, SEEK_CUR); 
 if(fgetc(tmpx) == '$'){ 
 op1 = fgetc(tmpx); 
 op2 = fgetc(tmpx); 
 round=get_values(op1, op2); 
 fseek(tmpx, 1, SEEK_CUR);} 
 fseek(tmpx, -1, SEEK_CUR); 
 fprintf(sortida, "%c", fgetc(tmpx)); 
} 
long point; 
point = ftell(tmpx); 
int m; 




while(end == 0){ 
 if(fgetc(tmpx)=='*'){end =1;} 
 fseek(tmpx, -1, SEEK_CUR); 
 if(fgetc(tmpx) == '$'){ 
  op1 = fgetc(tmpx); 
  op2 = fgetc(tmpx); 
  get_values_out(op1, op2,  m); 
  fseek(tmpx, 1, SEEK_CUR); 
 } 
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 fseek(tmpx, -1, SEEK_CUR); 
 if(fgetc(tmpx) == '*'){ 
  fseek(tmpx, -1, SEEK_CUR); 
 } 
 else{ 
  fseek(tmpx,-1,SEEK_CUR);  
  fprintf(sortida, "%c", fgetc(tmpx)); 
 } 
} 






Les funcions d’interpretació dels caràcters especials estan dividides en dos, get_values() 
per les entrades i les dades de capçalera, i get_values_out() que s’encarrega de les 
funcions d’adquisició de fitxers ATLAS i escriptura del fitxer IC-CAP. 
A continuació es mostra el codi de les dues funcions: 
 
 










case 'v': printf("Enter the fixed voltage of the input:%c:", 
       op2x); 
    scanf("%s", vo); 
      fprintf(sortida, "%s", vo);  
  return round; 
  break; 
case 'h': printf("Enter the fixed frecuency for the input:%c:", 
   op2x); 
    scanf("%s", fo); 
    fprintf(sortida, "%s", fo);  
  return round; 
  break; 
case 'x': printf("Select 'S' for simulated data, 'M' for  
   measured data or 'B' for both:"); 
    scanf("%s", vo); 
    fprintf(sortida, "%s", vo);  
  return round; 
  break; 
case 'b': if(op2x =='1'){ 
   printf("Type the first FILE for the first output 
   to obtain the sweep params"); 
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   get_file_params(); 
   fprintf(sortida, "%s    %s    %d    %s", init, 
    fin,  npoints, pas); 
  } 
    else{ 
   printf("Type the first point of the secondary 
    sweep: "); 
   scanf("%s",flpoint); 
   printf("Type the last point of the secondary 
    sweep: "); 
   scanf("%s", lpoint); 
   printf("Type number of points in the secondary 
    sweep: "); 
   scanf("%s", numpoints); 
   round = atoi(numpoints); 
   printf("Type the step of the secondary sweep: 
    "); 
   scanf("%s", step2); 
   fprintf(sortida, "%c%c%c%c     %s    %s    %s", 
    flpoint[0], flpoint[1], flpoint[2], 
flpoint[3],     lpoint, numpoints, step2); 
   return round; 
  } 
  break; 
case 'p': printf("Enter the precision for the input:%c:", op2x); 
    scanf("%s", fo); 
    fprintf(sortida, "%s", fo); return round;break; 
 
case 'l': printf("Number of points in the list:   "); 
    scanf("%s", n_list); 
    fprintf(sortida, " %s ", n_list); 
    for(list_loop=0;list_loop<atoi(n_list);list_loop++){ 
   printf("Enter the point %d of the list:  ", 
    list_loop); 
   scanf("%s", list_point); 
   fprintf(sortida,"  %s  ", list_point); 
    } 
    return round; 










 case 'f': if(op2x == 'o')  
    printf("Enter the (%d)  value of the  
     secondary SWEEP input:%c:", i,op2x); 
         else  
    printf("Enter the (%d) fixed point value 
     of the input:%c:", i,op2x); 
     scanf("%s", vo); 
     fprintf(sortida, "%s", vo);  
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    break; 
 case 'o': if(op2x == '1'){ 
    printf("Type the next ATLAS FILE"); 
      get_file_params(); 
      write_data();  
   } 
     else{  
   cleartempo(); 
   printf("Re-Enter the first FILE: \n"); 
   get_file_params();  
   for(j=0;j<atoi(&op2x)-1;j++){ 
    getdata_hor("Enter the next input FILE: 
     \n"); 
   } 
   writedata_hor(atoi(&op2x)-1);  
         } 
  break; 
   } 
}  
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Annex C.1. Llistat de simulacions ATLAS requerides per a la conversió de fitxers i 










s: sige, g: gaas 
s: Spice-GP, v: Vich 
027: temperature 
XXX: tipo de medida 











fgum: medida de Ic,Ib (Vbe) 
05: condiciones de medida, Vce=0.5 
ib: corriente de base en función de la tensión base-emisor 
 
1) Capacidad CBE, para 1 MHz, 1GHz y 10 GHz: (fss_027_1M_cbe.dat, 
fss_027_1G_cbe.dat, fss_027_10G_cbe.dat) 
Cbe/Vbe con Vbe de -2 a 0.6 con pasos de 100mV (28 puntos) 
 
2) Capacidad CBC, para 1 MHz, 1GHz y 10 GHz: (fss_027_1M_cbc.dat, 
fss_027_1G_cbc.dat, fss_027_10G_cbc.dat) 
Cbc/Vbc con Vbc de 0.4 a -2.0 con pasos de 100mV (28 puntos) 
 
3) Medidas fgummel, corriente de base, para VBC=0, VCE=0.5, 1.0, 1.5, 2.0 : 
(fss_027_fgum_ib.dat, fss_027_fgum_05_ib.dat, fss_027_fgum_10_ib.dat, 
fss_027_fgum_15_ib.dat, fss_027_fgum_20_ib.dat) 
 
Ib/Vbe con Vb de 0.4 a 1.0 con pasos de 20mV (31 puntos) y Ve=0 
 
4) Medidas fgummel, corriente de colectoe, para VBC=0, VCE=0.5, 1.0, 1.5, 2.0 : 
(fss_027_fgum_ic.dat, fss_027_fgum_05_ic.dat , fss_027_fgum_10_ic.dat, 
fss_027_fgum_15_ic.dat, fss_027_fgum_20_ic.dat) 
 
Ic/Vbe con Vb de 0.4 a 1.0 con pasos de 20mV (31 puntos) y Ve=0 
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5) Medidas rgummel, corriente de base, para VBE=0, VEC=0.5, 1.0: 
(fss_027_rgum_ib.dat, fss_027_rgum_05_ib.dat, fss_027_rgum_10_ib.dat) 
 
Ib/Vbc con Vb de 0.4 a 1.0 con pasos de 20mV (31 puntos) y Vc=0 
 
6) Medidas rgummel, corriente de emisor, para VBE=0, VEC=0.5, 1.0: 
(fss_027_rgum_ie.dat, fss_027_rgum_05_ie.dat, fss_027_rgum_10_ie.dat) 
 
Ie/Vbc con Vb de 0.4 a 1.0 con pasos de 20mV (31 puntos) y Vc=0 
 
7) Medidas fearly, corriente de collector, para VBE= 0.8, 0.85, 0.9: 
(fss_027_fea_080_ic.dat, fss_027_fea_085_ic.dat, fss_027_fea_090_ic.dat,) 
 
Ic/Vce con Vc de 0 a 2.2 con pasos de 100mV (23 puntos) y (Ve=0)   
 
8) Medidas fearly, corriente de base, para VBE= 0.8, 0.85, 0.9: 
(fss_027_fea_080_ib.dat, fss_027_fea_085_ib.dat, fss_027_fea_090_ib.dat,) 
 
Ic/Vce con Vc de 0 a 2.2 con pasos de 100mV (23 puntos) y (Ve=0)   
 
9) Medidas rearly, corriente de emitter, para VBC= 0.75, 0.80: 
(fss_027_fea_075_ie.dat, fss_027_fea_080_ie.dat) 
 
Ie/Vec con Vb de 0 a 2.2 con pasos de 100mV (23 puntos) y (Vc=0)  
 
10) Medidas rearly, corriente de base, para VBC= 0.75, 0.80: 
(fss_027_fea_075_ib.dat, fss_027_fea_080_ib.dat) 
 
Ie/Vec con Vb de 0 a 2.2 con pasos de 100mV (23 puntos) y (Vc=0)  
 
11) Medidas Rcsat, corriente de collector, para Vbe=0.9 y Vce pequeño hasta 0.1: 
(fss_027_rcsat.dat) 
 
Ic/Vce con Vc de 0.02 a 0.1 con pasos de 4mV (21 puntos) y Vb=0.9 y Ve=0 
 
12) Medidas Rcactive, corriente de collector, para Vbe=0.9 y Vce pequeño hasta 
0.4.  (fss_027_rcactive.dat) 
 
Ic/Vce con Vc de 0.02 a 0.4 con pasos de 10mV (39 puntos) y Vb=0.9 y Ve=0 
 
13) Medidas Rbbic, corriente de base, para VCE=1.5 V: (fss_027_rbbic.dat) 
 
Ib/Vbe con Vb de 0.90 a 0.99 con pasos de 30mV (4 puntos) y Vcs=1.5 
 
14) Medidas Ftic y RE, corriente de base, VCE=0.5, 1.0, 1.5, 2.0 : 
(fss_027_ftic_re_05_ib.dat, fss_027_ftic_re_10_ib.dat, fss_027_ftic_re_15_ib.dat, 
fss_027_ftic_re_020_ib.dat,) 
 
Ib/Vbe con Vb de 0.8 a 1.0 con pasos de 10 mV (22 puntos) (NOTA, por problemas de 
convergencia aparecen 3 puntos que hay que suprimir del fichero “05”) 
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15) Medidas Ftic y RE, corriente de collector, VCE=0.5, 1.0, 1.5, 2.0 : 
(fss_027_ftic_re_05_ib.dat, fss_027_ftic_re_10_ib.dat, fss_027_ftic_re_15_ib.dat, 
fss_027_ftic_re_020_ib.dat,) 
 
Ic/Vbe con Vb de 0.8 a 1.0 con pasos de 10 mV (22 puntos) (NOTA, por problemas de 
convergencia aparecen 3 puntos iniciales que hay que suprimir del fichero “05”) 
 
 
16) Medidas en frecuencia, en función de VCE_0.5, 1.0, 1.5, 2.0 y VBE:0.9, 0.93, 
0.96, 0.99 : (fss_07_fre_50_090_s11r.dat, fss_07_fre_50_090_s11i.dat, ….) 
 
Parametros S, H, Z e Y en función de la frecuencia desde 100 MHz a 51,2 GHz con 10 
puntos (obtenidos multiplicando por 2 la frecuencia anterior, para poder tener varias 
décadas): 100 M, 200 M, 400 M, 800 M, 1.6 G, 3.2 G, 6.4 G, 12.8 G, 25.6 G, 51.2 G. 
 
Número de ficheros = 4 bip x 4 Vce x 4 Vbe x 2 reim x 4 para = 512 ficheros 
 
17) Medidas parámetros H en función de Vbe, para VCE= 0.5, 1.0, 1.5 y 2.0 V para 
frecuencias: 1GHz, 2 Gy  10 G : (fss_027_vbe_50_1G_h11r.dat, 
fss_027_vbe_50_1G_h11i.dat) 
 
Parametros H en función de Vbe desde 0.8 a 1.0 con pasos de 10mV (22 puntos)  
 
Número de ficheros = 1 bip x 4 Vce x 3 frec x 2 reim x 4 para = 48 ficheros 
 
18) Medidas parámetros H en función de Vbc, para VE=1 V y frecuencia= 1 GHz: 
(fss_027_vbc_h11r.dat,…., fss_027_vbc_h22i.dat) 
 
Parametros H  en función de Vbc, desde 0.75 a 0.81 con pasos de 20mV (4 puntos)  
 
Número de ficheros = 1 bip x 1 Ve x 1 frec x 2 reim x 4 para = 8 ficheros 
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Annex C.2. Llistat de simulacions ATLAS requerides per a la conversió de fitxers i 
posterior obtenició del model compacte del transistor de GaAs. 
 










s: sige, g: gaas 
s: Spice-GP, v: VBIC-VB 
027: temperature 
XXX: tipo de medida 











fgum: medida de Ic,Ib (Vbe) 
05: condiciones de medida, Vce=0.5 
ib: corriente de base en función de la tensión base-emisor 
 
1) Capacidad CBE, para 1 MHz, 1GHz y 10 GHz: (fgs_027_1M_cbe.dat, 
fgs_027_1G_cbe.dat, fgs_027_10G_cbe.dat) 
Cbe/Vbe con Vbe de -3.0 a 1.0 con pasos de 100mV (puntos) 
 
2) Capacidad CBC, para 1 MHz, 1GHz y 10 GHz: (fgs_027_1M_cbc.dat, 
fgs_027_1G_cbc.dat, fgs_027_10G_cbc.dat) 
Cbc/Vbc con Vbc de -3.0 a -1.0 con pasos de 100mV (puntos) 
 
3) Medidas fgummel, corriente de base, para VBC=0, VCE= 2, 3.5, 5, 6.5: 
(fgs_027_fgum_ib.dat, fgs_027_fgum_20_ib.dat, fgs_027_fgum_35_ib.dat, 
fgs_027_fgum_50_ib.dat, fgs_027_fgum_65_ib.dat) 
 
Ib/Vbe con Vb de 0.8 a 1.5 con pasos de 20mV (puntos) y Ve=0 
 
4) Medidas fgummel, corriente de colector, para VBC=0, VCE=2, 3.5, 5, 6.5 : 




Ic/Vbe con Vb de 0.8 a 1.5 con pasos de 20mV ( puntos) y Ve=0 
 
5) Medidas rgummel, corriente de base, para VBE=0, VEC=3.5, 5: 
(fgs_027_rgum_ib.dat, fgs_027_rgum_35_ib.dat, fgs_027_rgum_50_ib.dat) 
 
Ib/Vbc con Vb de 0.8 a 1.5 con pasos de 20mV ( puntos) y Vc=0 
 
6) Medidas rgummel, corriente de emisor, para VBE=0, VEC=3.5, 5: 
(fgs_027_rgum_ie.dat, fgs_027_rgum_35_ie.dat, fgs_027_rgum_50_ie.dat) 
 
Ie/Vbc con Vb de 0.8 a 1.5 con pasos de 20mV ( puntos) y Vc=0 
 
7) Medidas fearly, corriente de collector, para VBE= 1.3, 1.35, 1.40: 
(fgs_027_fea_130_ic.dat, fgs_027_fea_135_ic.dat, fgs_027_fea_140_ic.dat,) 
 
Ic/Vce con Vc de 0 a 6.0 con pasos de 200mV (puntos) y (Ve=0)   
 
8) Medidas fearly, corriente de base, para VBE= 1.3, 1.35, 1.4: 
(fgs_027_fea_130_ib.dat, fgs_027_fea_135_ib.dat, fgs_027_fea_140_ib.dat,) 
 
Ic/Vce con Vc de 0 a 6.0 con pasos de 100mV ( puntos) y (Ve=0)   
 
9) Medidas rearly, corriente de emitter, para VBC= 1.25, 1.30: 
(fgs_027_fea_125_ie.dat, fgs_027_fea_130_ie.dat) 
 
Ie/Vec con Vb de 0 a 4.0 con pasos de 100mV (puntos) y (Vc=0)  
 
10) Medidas rearly, corriente de base, para VBC= 1.25, 1.30: 
(fgs_027_fea_125_ib.dat, fgs_027_fea_130_ib.dat) 
 
Ie/Vec con Vb de 0 a 4.0 con pasos de 100mV (puntos) y (Vc=0)  
 
11) Medidas Rcsat, corriente de collector, para Vbe=1.35 y Vce pequeño hasta 0.1: 
(fgs_027_rcsat.dat) 
 
Ic/Vce con Vc de 0.02 a 0.1 con pasos de 4mV (21 puntos) y Vb=1.35 y Ve=0 
 
12) Medidas Rcactive, corriente de collector, para Vbe=1.35 y Vce pequeño hasta 
0.4.  (fgs_027_rcactive.dat) 
 
Ic/Vce con Vc de 0.02 a 0.4 con pasos de 10mV (39 puntos) y Vb=1.35 y Ve=0 
 
13) Medidas Rbbic, corriente de base, para VCE= 3.5 V: (fgs_027_rbbic.dat) 
 
Ib/Vbe con Vb de 1.35 a 1.50 con pasos de 50mV (4 puntos) y Vc=3.5 
 
14) Medidas Ftic y RE, corriente de base, VCE=2, 3.5, 5, 6.5 : 




Ib/Vbe con Vb de 1.1 a 1.5 con pasos de 20 mV (22 puntos)”) 
 
15) Medidas Ftic y RE, corriente de collector, VCE= 2, 3.5, 5, 6.5 : 
(fgs_027_ftic_re_20_ib.dat, fgs_027_ftic_re_35_ib.dat, fgs_027_ftic_re_50_ib.dat, 
fgs_027_ftic_re_65_ib.dat,) 
 
Ic/Vbe con Vb de 1.1 a 1.5 con pasos de 20 mV ( 22 puntos) () 
 
 
16) Medidas en frecuencia, en función de VCE_2.0, 3.5, 5.0, 6.5 y VBE: 1.35, 1.40, 
1.45, 1.50 : (fgs_07_fre_20_135_s11r.dat, fgs_07_fre_20_135_s11i.dat, ….) 
 
Parametros S, H, Z e Y en función de la frecuencia desde 100 MHz a 51,2 GHz con 10 
puntos (obtenidos multiplicando por 2 la frecuencia anterior, para poder tener varias 
décadas): 100 M, 200 M, 400 M, 800 M, 1.6 G, 3.2 G, 6.4 G, 12.8 G, 25.6 G, 51.2 G. 
 
Número de ficheros = 4 bip x 4 Vce x 4 Vbe x 2 reim x 4 para = 512 ficheros 
 
17) Medidas parámetros H en función de Vbe, para VCE=2.0, 3.5, 5.0, 6.5  para 
frecuencias: 1GHz, 2 G y  10 G : (fgs_027_vbe_20_1G_h11r.dat, 
fgs_027_vbe_20_1G_h11i.dat) 
 
Parametros H en función de Vbe desde 1.1 a 1.5 con pasos de 20mV (22 puntos)  
 
Número de ficheros = 1 bip x 4 Vce x 3 frec x 2 reim x 4 para = 48 ficheros 
 
18) Medidas parámetros H en función de Vbc, para VE=1.5 V y frecuencia= 1 
GHz: (fgs_027_vbc_h11r.dat,…., fgs_027_vbc_h22i.dat) 
 
Parametros H  en función de Vbc, desde 1.0 a 1.35 con pasos de 50mV (puntos)  
 







Annex D.1. Model compacte SPICE Gummel - Poon del transistor de SiGe. 
 
.MODEL npn__1__1 NPN  
+ IS = 1.991E-17  
+ BF = 399.6  
+ NF = 1.027  
+ VAF = 901.56  
+ IKF = 0.006175  
+ ISE = 9.009E-16  
+ NE = 1.749  
+ BR = 168.3  
+ NR = 1.004  
+ VAR = 2.921  
+ IKR = 0.001591  
+ ISC = 5.081E-16  
+ NC = 1.655  
+ RB = 2.9  
+ IRB = 0.0005372  
+ RBM = 0.001  
+ RE = 1.042  
+ RC = 7.31  
+ XTB = 0  
+ EG = 1.11  
+ XTI = 3  
+ CJE = 5.411E-15  
+ VJE = 1.507  
+ MJE = 0.1728  
+ TF = 8.898E-13  
+ XTF = 1  
+ VTF = 0.15  
+ ITF = 1  
+ PTF = 0  
+ CJC = 3.045E-15  
+ VJC = 0.685  
+ MJC = 0.2992  
+ XCJC = 1  
+ TR = 1E-11  
+ CJS = 1.261E-13  
+ VJS = 1.044  
+ MJS = 0.7571  
+ FC = 0.5  
 
Aquest model compacte ha estat obtingut amb el programa IC-CAP a partir dels 












Annex D.2. Model compacte SPICE Gummel - Poon del transistor de GaAs. 
 
.MODEL npn__1__1 NPN  
+ IS = 1.1E-24  
+ BF = 300  
+ NF = 1.039  
+ VAF = 1010 
+ IKF = 0.01  
+ ISE = 5.096E-22  
+ NE = 1.569  
+ BR = 0.37  
+ NR = 1.017  
+ VAR = 4  
+ IKR = 0.5  
+ ISC = 3.364E-21  
+ NC = 1.816  
+ RB = 12.86  
+ IRB = 1.042E-06  
+ RBM = 11.16  
+ RE = 0.5  
+ RC = 0.5  
+ XTB = 0  
+ EG = 1.41  
+ XTI = 3  
+ CJE = 5.5E-14  
+ VJE = 1.45  
+ MJE = 0.6  
+ TF = 9.29E-13  
+ XTF = 20.84  
+ VTF = 1.5  
+ ITF = 1.615E-05  
+ PTF = 0  
+ CJC = 4.6E-14  
+ VJC = 0.8  
+ MJC = 0.3  
+ XCJC = 1  
+ TR = 1E-11  
+ CJS = 0  
+ VJS = 0.75  
+ MJS = 0  
+ FC = 0.5 
 
Aquest model compacte ha estat obtingut amb el programa IC-CAP a partir dels 
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