Message passing systems are popular because they support client-server interactions, where:
Examples of Servers
• mail server -allows client mail program to connect to mail server on remote machine.
• login server -allows clients to establish login sessions on remote machine.
• file servers -client requests to read or write part of a file. The server might support several operations, including read, write, open, close and seek.
• sort server -takes a list of items from the client, sorts them, and returns the sorted list
• authentication server -grants permissions to access files, log into the system, etc.
CS 513 2 week1-unixsock.tex
Sockets
How do we provide interprocess communication between processes that do not share a common ancestor?
Sockets are a generalization of file input/output that supports interprocess communication.
Solution: applications use sockets and bind port names to them. Processes then send messages to the bound (port) name.
Finger Server Example 1. Create socket (using socket() (don't look at details) 2. Bind port number to socket. Look in /etc/services using getservbyname().
Well-known port number.
3. Wait for request. On request gather information and send response to requesting port.
Finger Client:
1. Create socket and bind arbitrary port number to socket.
2. Get port number and host address of finger port.
3. Send request to finger port (containing client port address).
4. Wait for response, read it, and cleanup.
Describe for a server that forks off a process to handle the connection. Use an alternate port for the server. 
allocate a socket, connect to a server, and print all output * * Syntax: client [ host [port] ] * * host -name of a computer on which server is executing * port -protocol port number server is using * * Note:
Both arguments are optional. If no host name is specified, * the client uses "localhost"; if no protocol port is * specified, the client uses the default given by PROTOPORT. (sad) allocate a socket and then repeatedly execute the following: *
(1) wait for the next connection from a client *
(2) send a short message to the client *
(3) close the connection * (4) go back to step (1) * * Syntax: server [ port ] * * port -protocol port number to use * * Note:
The port argument is optional. If no port is specified, * the server uses the default given by PROTOPORT. /* test for illegal value */ sad.sin_port = htons((u_short)port); else { /* print error message and exit */ fprintf(stderr,"bad port number %s\n",argv[1]); exit(1); } /* Map TCP transport protocol name to protocol number */ if ( ((int)(ptrp = getprotobyname("tcp"))) == 0) { fprintf(stderr, "cannot map \"tcp\" to protocol number"); exit(1); } /* Create a socket */ CS 513 10 week1-unixsock.tex sd = socket(PF_INET, SOCK_STREAM, ptrp->p_proto); if (sd < 0) { fprintf(stderr, "socket creation failed\n"); exit(1); } /* Bind a local address to the socket */ if (bind(sd, (struct sockaddr *)&sad, sizeof(sad)) < 0) { fprintf(stderr,"bind failed\n"); exit(1); } /* Specify size of request queue */ if (listen(sd, QLEN) < 0) { fprintf(stderr,"listen failed\n"); exit(1); } /* Main server loop -accept and handle requests */ while (1) { alen = sizeof(cad); if ( (sd2=accept(sd, (struct sockaddr *)&cad, &alen)) < 0) { fprintf(stderr, "accept failed\n"); exit(1); } if (recv(sd2, ubuf, sizeof(ubuf) , 0) > 0) { visits++; sprintf(buf, "Hello %s, you are visitor number %d to this server\n", ubuf, visits); send(sd2,buf,strlen(buf),0); } closesocket(sd2); } }
