A current trend in manufacturing is to design the manufacturing process and the product concurrently. The goal is to make the product easy to produce by the manufacturing process. Although software is not manufactured, the techniques needed to achieve the goal of easily producible software exist. Just as with manufacturing, the problem is how to organize the software production process and the products to eliminate rework. One solution lies in viewing system production as creating different members of a family, rather than creating a new system each time requirements change. Key to the process is finding the appropriate abstractions for the family, creating a language for describing them, and then translating descriptions of family members into deliverable software. The family-oriented, abstraction, specification, and translation (FAST) process is a systematic process for doing so. The goal is to create processes for rapidly creating different members of a program family.
Family-Oriented Software Production
A current trend in manufacturing is to design the manufacturing process and the product concurrently. The goal is to make the product easy to produce by the manufacturing process. Although software is not manufactured, the techniques needed to achieve the goal of easily producible software exist. Just as with manufacturing, the problem is how to organize the software production process and the products to eliminate duplication of effort, unnecessary redundancy, and rework. One solution lies in finding the common set of software that can be used to produce many similar systems, i.e., in viewing system production as creating different members of a family, rather than creating a new system each time requirements change [3.,5., 6.] . Engineers should be able to take advantage of work done in previous developments, rather than restating requirements, reinventing design and code, and redoing testing.
Key to this approach is finding the appropriate abstractions for the family, creating a language for describing them, and then developing the tools need to translate descriptions of family members into deliverable software and documentation. The family-oriented, abstraction, specification, and translation (FAST) process is a systematic process for doing so. The goal is to create processes and assets for rapidly creating different members of a program family.
The FAST Process
The FAST process assumes that most software development is mostly redevelopment, and that software production can be organized around families of systems to avoid much of the rework typically involved in redevelopment. The goal of FAST is to provide a systematic approach to analyzing potential families and to develop facilities for efficient production of family members. FAST has two subprocesses, as shown in Figure 1 , adapted from [1.].
1. Domain Engineering is the FAST subprocess for defining the family and developing an environment for producing family members. We call the family a domain and the environment an application engineering environment.
2. Application engineering is the FAST subprocess for using the application engineering environment to produce family members.
The two subprocesses are connected by feedback loops to guide the evolution of the family and its application engineering environment. FAST works well in situations where there are different versions of a system, (different family members) all of which share common requirements, design, or code. Some examples of such situations are:
1. Systems that have the same requirements but must execute on different platforms, e.g., database management systems or compilers for the same language.
2. Systems that store and use the same data, but perform different variations of processing the data, e.g., systems that provide different types of reports based on the same data.
3. Systems that control and monitor the same devices, but have somewhat different behavior, e.g., telecommunications systems with different features or different billing algorithms.
4. Systems that provide the same interface to the user, but implement their behavior differently, e.g., different word processors with the same or nearly the same features.
In all of these situations FAST is worth applying when the cost of investing in domain engineering is less than the payback from generating the different family members using the application engineering environment. The payback for each family member is the difference in cost between developing the system using existing means and the cost of producing the system using the application engineering environment. Put another way, FAST is worthwhile when there is a set of programs that have enough in common so that it pays to consider their commonalities before considering the distinguishing characteristics of any particular program in the set. Considering what the programs have in common is a primary objective of the domain engineering process. Determining the distinguishing characteristics of a particular program needed to satisfy the requirements of a particular customer is the primary objective of application engineering.
Domain Engineering: Defining the Family and Developing the Application Engineering Environment
Defining the family means identifying potential family members and characterizing what they have in common and how they differ. A key step in defining the family is to perform a commonality analysis. The result is a list of assumptions about what is common to all family members and what can vary among family members.
The commonality analysis is used to guide the design of a language for specifying family members. Such a specification language is the central element of the application engineering environment. Other elements of the environment are primarily concerned with validating and producing family members that are described in the language. Those who use the environment follow a process specified by the domain engineers.
Domain engineering is an iterative process that is used to produce and refine the application engineering environment as the domain evolves. It is primarily an investment process, i.e., it represents a capital investment in an environment and processes for rapidly and easily producing family members.
Domain engineers create or refine the following artifacts as part of the process:
1. An economic model of the domain that shows the investment to be made in the family and the expected return, based on the estimated number of family members.
2. A definition of the family.
3. A specification of the application modeling language, sufficient to implement a translator for it.
4. A specification for the application engineering environment, including the translator for the application modeling language and other tools.
5. A description of the application engineering process used to model and generate applications, including a description of the decisions that must be made and the order in which they must be made to produce an application.
Using the Application Engineering Environment
The application engineering environment is designed to help its users to generate members of the family very rapidly. Much of its effectiveness depends on how accurately potential family members were defined in the first step of the FAST process. When predictions about what family members will be needed in the future are accurate, the environment will be very effective. Key to the environment is a well-designed specification language. Its users should be able to specify particular family members just by specifying the variations considered during the definition of the family. The language should allow them to do so in a way natural to the family, i.e., using the abstractions that are used to define the family. The environment should provide them with facilities for verifying the choices they have made. It should also check the completeness of the specification.
Ideally, application engineers interact with their customers to understand the customers' requirements for their application. They use the environment to create a model of the family member that they would like to produce for a particular customer, to analyze the model, and then to generate the family member. They are guided in doing so by the application engineering process. Several iterations may be required to identify a family member that satisfies the customer.
A goal of FAST is to enable application engineers to identify customer requirements and generate corresponding family members 5-10 times faster than is currently possible in domains where software developers now compose C (or other conventional language) code manually.
Applications of FAST
FAST is an evolution of a variety of software engineering research that has focused on design for change. An early example is the Software Cost Reduction project at the Naval Research Laboratory [2., 4., 7.] . A more recent example is the Synthesis project at the Software Productivity Consortium [1.]. These projects represent considerable experience in the application of the underlying principles. The FAST process is now being tried in a number of projects within AT&T, ranging over a variety of domains including some used in building software for telephone switches, such as the 5ESS™ switch, and in network management. Its attraction for software developers continues to be its emphasis on producing software more quickly and at less cost than processes they are currently using.
