Abstract -This paper presents the software development metaprocess (SD-MP) as a proposal to set up software projects. Within this proposal we offer conceptual elements that help solve the war of methodologies and processes in favor of an integrating viewpoint, where the main flaws associated with conventional and agile approaches are removed. Our newly developed software platform to support the meta-process is also presented together with three case studies involving projects currently in progress, where the framework proposed in SD-MP has been applied.
I. INTRODUCTION
Methodology-and-software development processes have been proposed for a long time. The list of such processes is rather long; however, still more proposals appear with the aim of offering the best strategies when facing a software project [1] . In this paper, we first state the problem as: "softwareland chronicles" and "the emperors' new clothes". Subsequently, we put the solution into context by setting up three theses that lead to the software development meta-process proposal, its conceptual framework, and its modeling language. Finally, we present the results of three projects currently in progress where the metaprocess (SD-MP) is being implemented. Some future research is suggested together with main conclusions from the present research. [2] . This order came into the realm to install and develop new ways of thinking and organising ideas.
II. PROBLEM STATEMENT

A. Softwareland Chronicles Once upon a time, in the realm of intellect, where the binary language prevailed, there was a primary species called programs. This species lived according to simple algorithms, undertaking basic tasks like: displaying messages like "Hello World", doing sums, jumping, among other simple activities. After a K-order time (Kilo-time) interval, came to the realm a new order called Software Engineering
The following narration is not intended to be a detailed description of the story of softwareland, but it does mention the most relevant events of such a story.
The Lineage of Processes
As the software order emerged, also did the Development Process lineage, and so the first trend was recognised, namely Code and Fix [3] . This trend promised programs would be better; it was a simple order [4] , and apparently an advantageous order, but there was a lot of failure and so this emerging society seemed to have a bleak future. Afterwards the great Waterfall came [5] , which would establish a formal body of activities that, in time, would become disciplines. The great hope was the development of quality programs (i.e. software development).
Most of the teaching heritage from Waterfall would focus on documenting the story how software was being created, since, apart from other benefits, doing so favored software evolution [5] . The chronicle writer Standish Group [6] would report a great deal of victories associated with this trend, but also many defeats connected to the way software was conceived. It was not long before a phenomenon called "Software Crisis" appeared [7] ; this phenomenon would cause the successive defeats of the softwareland order. Thus, other trends appeared, such as the well-known Spiral Process [8] , whose objectives would focus on risk management as an inherent phenomenon in software projects. Another trend encouraged by the V Process [9] appeared; in this case the focus was to confront software development with testing in all stages, which would allow for a better conception of software. Of course other models can be listed, e.g. prototypes, incremental, evolutionary, etc.
The appearance of the great CMM [10] accompanied by its entourage, namely TSP and PSP, was undoubtedly a milestone. The prestigious model (CMM) would promise better quality in terms of maturity; continuous improvement was one of its slogans. CMM created a stratified system that would limit or permit the development of software.
The last remarkable process milestone might be represented by the courageous RUP [11] , which came to rescue processes empowered by its UML language widely recognized ever since [12] . As dissatisfaction was growing, it seemed that the lineage of processes would continue forever, although problems did not cease to appear [13] .
The Lineage of Agile Methodologies
In the time of processes, there was a dissident trend that did not accept the fact of having so much failure when conducting software projects; especially when such projects had trusted these processes to achieve quality. Thus, a synthetic manifesto
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OPEN was put forward, where the followers of this dissident trend suggested why the solutions to software problems pertained to agile methodologies. The most widely recognised trend within this new order was eXtreme Programming, also known as XP [14] . Some of the best-known proposals were: planning games, small liberations, metaphor, simple design, and some other not mentioned in order to keep the story short. Other leading trends emerged, such as Scrum [15] , with its popular development springs, which were founded on a backlog that allowed having visible software results in periods of time no longer than 30 days.
The Lineage of Open-Source
This trend focuses on visible software development for a community that is interested in working according to the bazaar metaphor [16] . This proposal is as important as the others and it gathers a great deal of population in softwareland.
The War between Processes and Methodologies
War was declared [17] . Battle lines were then drawn; hostility broke out among the different armies of the development community in softwareland [18] . XP, a visible leader of the methodologies lineage, is said to be harmful for the development of reliable software [19] , and so its leadership has become questionable [20] ; some opponents claim that "waterfall has not died" [21] . There is a court case against XP [22] ; the manifesto is said to be cynical [23] and so a contra-manifesto has been issued.
Short afterwards there was a counter-attack; agile methodologies attacked processes by claiming that processes were fictional [24] and their only objective was to maintain their status quo by being normative in utopian development situations [25] ; cheerful RUP was regarded as a dinosaur [26] , and the lifecycle of classical development was attacked with claims like "lifecycle is harmful" [27] .
B. The Emperor's New Clothes "In those times, the clothes being made had the quality of becoming invisible for those who were not up to the tasks or for the foolish", Hans Christian Andersen [28] .
The main strategy to approach a software project lies in adopting a software process or methodology. Out of the varied wardrobe of methodologies and processes, we are forced to choose some of these strategies to end up accepting that the chosen strategy is the one that best suits our needs, otherwise "we take the risk of being foolish or not being up to the task".
III. THE SOLUTION
Processes and methodologies are immersed in a discussion about which of the approaches is right; we may say that while processes have focused on solving the "know how" of the problem, methodologies have focused on the "know what", "know who", and "know when"; we will refer to this situation as H&W problems.
Each approach has put its opponents' viewpoint in the background. While processes highlight the activities and the way they articulate with one another [29] , methodologies look at practices, values and principles [30] . Both methodology and processes, hereafter referred to as M⊕P, have attempted to offer clothes that overlay software with quality.
A. Theses
We consider the following theses:
 M⊕P is not part of the solution; it is part of the problem instead.  M⊕P should be modelled using a language, "it should speak the same language" and must be observed from a superior category.  M⊕P is a new species.
B. Flatland
M⊕P lives in Flatland [31] . Methodologies and processes are orthogonal theories. Conventional processes are typically associated to large-scale project development, whereas agile methodologies are associated to small projects [32] . However, there are some approaches [33] that resemble different mixtures.
Similar to Flatland (by Abbot [31] ), here we find circles like CMMI, ISO, SPICE and other shapes with a normative character whose fundamental doctrine resides in the following motto: "listen to your configuration". Also remarkable within Flatland, we find polygons like Rup, WaterFall, XP, and Scrum among others; even some Open-Source irregular shapes.
C. Metaization
The principle of Metaization [34] is used in different areas; for example, the famous Hilbert's program [35] . This system was proposed to be called meta-mathematics.
In order to introduce this concept into our discussion, we need to recall Flatland, where it was established that any proposal, either from methodologies or from processes, constitutes a limited solution. This is because the solution to the H&W problem that this kind of proposals deals with is unable to cope with the questionings about M⊕P, in other words, the clothes produced do not represent the solution on the whole, as stated in Thesis 1. The more aware we become (within our Software Engineering discipline) that studying M⊕P is advantageous to software development, the higher the quality of software will be; that is, studying M⊕P to conduct a particular software project is as necessary as using requirements engineering, architecture, design, implementation or testing. Before considering these aspects in detail, let us recall Flatland once again. The proposal is then to add up one more dimension; this dimension permits describing M⊕P since it creates a higher level, which is achieved by applying metaization.
From this extra-dimension, hereafter referred to as meta!, it is possible to see flat shapes that, just like Flatland, will represent either methodologies or processes. It is clear that from the meta! dimension it is possible to understand, and of course to question M⊕P, even to propose something. What we have is a wide variety of methodology proposals and software processes that have been very useful, but they cannot continue to appear out of spontaneous generation [36] "it is unknown as how they came into existence, except for the people who create them". We cannot rely on this with no questioning about how suitable these principles are for a particular project [37] .
D. Meta-Process
A meta-process has been observed from the process evolution perspective. In this approach, there is distinction between the real-world process, which gathers the necessary activities to make a software product by including people, and the process model, which reflects the real-world process [38] . Evolution addresses the establishment of the steps that affect the process in the real world as well as the process model. Moreover, evolution keeps consistency in the possible changes. Models, such as CMMI [39] and SPICE [40] , are regarded as meta-processes; although these models focus on real-world process evolution rather than on process model evolution, whose subject of study lies in the process cycle, and/or on the methodologies.
We can also resort to the concept of prescriptive and descriptive model [41] . As long as we establish the necessary steps for the real-world process to evolve, we may say that we are configuring a prescriptive model, in other words, proposals like CMMI are prescriptive models of the meta-process, hence, its normative character. On the other hand, if we establish a model of the steps that were taken in the real world, we are referring to a descriptive model [42] .
The meta-process must be an umbrella concept that defines the reasons (why) for the "know how", "know where", "know who", "know when", in other words, it defines cause-effect [41] . This type of holistic question hereafter will be referred to as W(H&W), and it arises as a fundamental trait to build metaprocess instances [43] .
E. Software Development Meta-process
From the meta-process viewpoint, conceptual tool must be provided for the genesis of M⊕P, that is, W(H&W) must be answered; this will constitute the support for Thesis 1. To establish the software development meta-process, hereafter SD-MP, we propose a framework founded on three questions as follows:
a Why is it possible to select a methodology or a software process? b Why is it necessary to build a methodology or a software process? c Why is it necessary to create new ways of development within and beyond the concepts of methodology or software process? The answers to these questions configure SD-MP as follows:
a Because there are M⊕P that can be adjustable to a particular project, the solution would correspond to a management process. b Because there is no M⊕P that adjusts to the software product; the solution would correspond to a structuring process.
c Because, within M⊕P there is no concept that adjusts to the singularity of the software project, the solution corresponds to an innovation process.
Management
This idea is based on selecting and/or adapting the appropriate M⊕P for a particular software project [44] . In order to select or adapt M⊕P, it is necessary to lean on strategy definition, organisation, production, and documentation processes. Strategy definition consists in determining whether a methodology or a process is to be adopted [45] , or else if a combination of the two approaches is adopted. As a consequence of the management process, the M⊕P-manager role is established. The knowledge of this role focuses on the acknowledgement and execution of an adjustable M⊕P (see Table I ).
Structuring
This idea is based on the suitable construction of M⊕P for a particular project. In order to build M⊕P, the following is necessary: defining the architecture that should be adopted according to the methodology or process. Additionally, M⊕P mechanism configuration and/or guideline configuration must be carried out, either from the perspective of the activity (process) [46] or from the perspective of the value (methodology) [47] . As a consequence of the structuring process, the M⊕P architect's role is established, whose knowledge addresses the assembly and construction of an M⊕P that suits the project (see Table I ).
Innovation
This idea is based on the creation of new ways of development within and beyond M⊕P. The creation of M⊕P requires establishing communication mechanisms [48] within M⊕P and promoting knowledge management [49] in its two dimensions, namely tacit and explicit knowledge [50] . As a consequence of innovation, the M⊕P innovator's role is established; whose knowledge addresses the creation of new ways of M⊕P (see Table I ). 
F. The Meta-Process as a Layered Architecture
The meta-process is configured in a layered architecture [51] and its position is on the top layer. The software development meta-process constitutes the ontological instance [52] of the meta-process. Methodologies and processes are located at intermediate layers, and methodologies such as XP, Scrum, etc. constitute the ontological instance of a methodology. Processes like Waterfall, RUP, etc. constitute the ontological instance of a process. Methodologies and processes are linguistic instances [52] of the meta-process; likewise, XP, Scrum, Rup, Waterfall, etc. represent linguistic instances of SD-MP. Customising M⊕P, creating new M⊕P concepts, and going beyond M⊕P represent ontological instances of M⊕P and linguistic instances of SD-MP. In these instances, we find most of the software development research from the perspective of M⊕P and beyond. This is not about reinventing the wheel [53] once and again, these ideas are about suggesting effective solutions over and beyond M⊕P. These ideas should constitute a silver bullet in software engineering.
G. Modelling Language for M⊕P from the Meta-Process
Process Modelling Languages (PMLs) [38] have been proposed by the process-study community, giving rise to a considerable number of them. These languages are based on activities, roles and artifacts; likewise, process-centered environments (PSEEs) [38] have also been developed. This phenomenon has not spread with the same intensity on methodologies. The problems associated with development still place a strong emphasis on solving the "know how".
We propose a modelling language for M⊕P from the perspective of software development meta-process, hereafter referred to as M⊕P Modelling Language (M⊕P-ML). This language will provide support to Thesis 2. The language is structured over an object-layer and a meta-layer; within the proposal, the language considers the PML approach, but additionally includes fundamental elements to model methodologies.
The M⊕P modelling language is intended to facilitate the use of, construction of, and creation on M⊕P. The vocabulary involved configures the most representative elements of M⊕P as well as the possibility of creating new concepts based on language categories and also on their meta-vocabulary, derived from the root that help maintain the structure and the philosophy of the language. This language is equipped with a type of graphical notation similar to UML [12] and also to BPMN. The specific notation we propose might be seen in the Coloso [54] environment. It is out of the scope of the present paper to go into details of the language and its notation.
H. M⊕P-ML as a Layered Architecture
Regarding PMLs, M⊕P-ML is placed on an upper layer since, from its target layer, M⊕P-ML permits specifying a PML. M⊕P-ML proposes its own object language (M⊕P-OML) and extends it to a PML, since M⊕P-ML suggests modelling not only processes but also methodologies, that is, modelling both the "know how" as well as the "know who", "where", "when", etc.
PMLs such as SPEM are particular instances of the language for M⊕P on its meta-layer (M⊕P-MM). The fundamental contribution of M⊕P-ML lies in estimating concepts, not only with regard to the processes but also to the methodologies, which permits a more complete type of modelling. Both process and methodology are considered to be types of strategy.
I. M⊕P Is a New Species
Coexistence between processes and methodologies is not an easy matter. The emphasis associated with one or another strategy makes them eclipse one another. However, it is important to know when to switch strategies, that is, when considering the procedure to solve the problem, it is essential that the "know how" stands out; conversely, whenever it is required to know "who", "where" or "when", methodology should stand out. With the software development meta-process and the proposed language, the idea is to exploit the advantages of processes as well as of methodologies, and so facilitate their modeling, their use and their evolution. We consider that if it involves human aspects and automatic aspects, M⊕P might be considered new species of processware, supporting Thesis 3.
IV. COLOSO PLATFORM
The SD-MP Coloso platform is the type of software developed to support the SD-MP meta-process. This software can be downloaded from www.colosoft.com.co. Here, the meta-process framework is offered together with its viewpoints, which are implemented to support M⊕P management, M⊕P structuring, and M⊕P innovation.
V. RESULT
The following section presents the results of three development projects currently in progress. These projects implement the meta-process. The projects have been proposed under the following conditions:
a Project A proposes an information system about Colombian biodiversity. Project B proposes the creation of an information system for the Health Department of the Capital District in Bogota, Colombia, addressing the problem of animal control. Project C proposes the development of an entrepreneurial portal. b All projects are subject to an 8-month schedule and a 6-member development team. c The development platforms can be freely chosen. It is worth mentioning that the meta-process engineer working on the three projects is the same person; the idea is to simultaneously evaluate SD-MP execution and measure the different levels of management, construction and creation for M⊕P. After three months, projects are underway and we have gathered the following evidence: 
A. Management Process
Strategy Definition
In the case of project A, the RUP process was chosen. In project B the choice was OpenUP, and project C used Scrum (see Table II ).
Findings associated with this activity: leaders were clear about the need to use a strategy, but they were unclear about the process and methodology trends. Project A chose RUP since it was demanded by the organisation; Project B chose OpenUp due to the team's knowledge on projects running over Eclipse platform; while Project C chose Scrum, due to the team's intention to experiment with agile methodologies.
Organisation
The SD-MP meta-process proposes a division of roles into two categories, namely solution-domain roles and problemdomain roles. In the case of the meta-process, the bedrock is human resources; a clear definition of the participants and their functions constitutes a fundamental trait that must be established at the beginning of a project.
Defined roles were influenced by the character of the process or methodology, as shown in Table III.   TABLE III 
ROLES
The meta-process engineer insisted on the importance of defining problem-domain roles and solution-domain roles, arguing that, regardless of the M⊕P chosen, there must be responsibilities for the two fundamental actors, that is, who are to have the problem and who are to offer the solution.
Production Planning
The SD-MP meta-process considers production as the roleproduct association. The main purpose is to identify and control M⊕P through products generated by each role. This viewpoint can be interpreted from a higher level and also at a detailed level. In this particular case, the higher level perspective is estimated, that is, the macro-products that configure the links leading to the final product. Each M⊕P can also be interpreted from the detailed production viewpoint, where the most specific products are linked to the roles that created them.
There was consensus about moving forward with the functionalities of the entrepreneurial portal on a weekly basis, milestones were established and it was also agreed to move forward with milestones as goals were attained. This activity involved the participation of the meta-process engineer, the scrum master and the product owner (Table IV).   TABLE IV PRODUCTS Findings associated with this activity: the roles involved were clear about the final product. Once requirements were established, while looking for the links leading to the final product, the meta-process engineer highlighted the importance of defining higher-level sub-products to help visualise an anticipated configuration of the final product.
Document Planning
In SD-MP, it is possible to support the lifecycle of a software project through documentation. There are two types of documents: the fundamental document, which consists of all source codes and data that run directly on machines; and support documents, which serve to extend the semantics of fundamental documents. The double nature and importance of documentation warns about the relevance of observing the two branches of the same project that should be kept consistent throughout the project's lifecycle (see Table IV).   TABLE IV 
DOCUMENTS
Findings associated with this activity: managers were clear about the importance of documents. The meta-process engineer stressed the concept of documentation for M⊕P as a mechanism to support and contribute to the evolution of M⊕P. In the case of RUP and OpenUP, it was clear and straightforward that UML should be used due to the background links between the two proposals, namely "language-process". In the case of Scrum, the integration of UML was not as straightforward, but it was proposed as an essential element of design.
B. Structuring Process 1. Architecture Realization
The SD-MP meta-process identified that the M⊕P architecture involved two concepts, namely the construction and/or adaptation of the conceptual blocks that conform M⊕P. This is performed from two perspectives, namely from the model that establishes M⊕P and from its corresponding execution. The first architectural source lies in the diagram or scheme used by each M⊕P to show the articulation between phases, activities, tasks, instructions and practices.
For the purposes of our studies this architecture includes only the development disciplines; although the support disciplines are carried out, they are not included in our research schedule. There is particular emphasis on the relevance of understanding the philosophy of the process, its iterations, and the impact that each phase has on the different disciplines after each iteration. More specific details that pertain to the process begin to appear. In this case, it was not necessary to build the model since the model itself was proposed by RUP. However, it was essential to adapt the model specifically to the support disciplines. The recommendations of the meta-process emphasise the importance of being coherent regarding the model and its execution, recording the adaptations made throughout the process on the model's architecture.
The architecture proposed in the OpenUP defines the following: increments on a daily basis, weekly iterations and the life cycle of the project. The assembly between process and methodology is highlighted due to the influence of RUP and the agile methodologies (Scrum and XP) on OpenUP. In this case, it was not necessary to build the model since the model itself had already been proposed by OpenUP. The recommendations of SD-MP were also emphasised regarding the importance of being coherent between the model and its execution and also the importance of recording the adaptations made throughout the process on the model's architecture.
The architecture proposed for the Scrum project defines the way Sprints must be carried out. In this particular case, it was not necessary to build the model since it had already been proposed by Scrum. The recommendations of SD-MP were also emphasised regarding the importance of preserving coherence between the model and its execution. Unlike RUP and OpenUP, Sprint's architecture is far simpler to follow and does not require any major adaptations.
Findings associated with this activity: Defining the architecture of the different projects represented significant progress and also helped to clarify the spirit of each M⊕P. In the case of RUP, the architecture strongly suggested the need to have a more specialised team capable of dealing with the process model in its true dimension. In the case of OpenUP, the situation was more manageable. The feeling within the OpenUP team reflected that team members were able to cope with their own M⊕P. Scrum team members reflected a light, understandable, and easy-to-follow structure.
Configuration of Mechanisms and Guidelines
In the SD-MP meta-process, configuring the mechanisms and guidelines allows detailing the building blocks that constitute M⊕P. For processes, the following can be distinguished: phases, activities, tasks and instructions. For methodologies, the following can be distinguished: practices, values, principles, risks, restrictions, limitations, and methodology's own methods among others. The value of identifying the different shades of M⊕P from its configuration elements lies in the precise definition of the project-driving philosophy.
In the case of RUP, phases, activities, and tasks are distinguished. From the perspective of SD-MP, these characteristics constitute a process model with a high degree of complexity, since it is necessary to understand the way in which these mechanisms articulate with one another. Some of the major difficulties of RUP are the comprehension of the disciplines involved and the simultaneous execution of the phases; moreover, it is difficult to involve iterations. It is clear that the use of more mechanisms implies more elements. We stress the importance of having a clear purpose for each mechanism so that the process reinforces the development and does not become an obstacle when trying to find fluency and go forward with the project. In the case of OpenUP, the following are distinguished: phases, activities and tasks. These aspects are affected by risk management and value management; here we assumed daily increments. Both mechanisms and guidelines were perceived. Additionally, a fusion between process and methodology was made clear. The complexity of the process is alleviated by using methods such as the personal approach to daily work. From the perspective of SD-MP, emphasis is placed on how important it is to acknowledge the value of maintaining the same mechanisms and guidelines within the same model. In the case of Scrum, tasks are distinguished as a fundamental mechanism. Additionally, there was no doubt about the use of a set of guidelines that were represented by practice evidence such as: early releases, daily meetings, tracking of a sprint whose input was the product backlog, among other methods configuring the nature of the methodology. From the perspective of SD-MP, the following aspects can be highlighted: the value of applying these practices, the need to control development, and the fact that, despite facing the possibility of constantly updating user's requirements, this represents no obstacle to the progress of the project (see Table VI ). Findings associated with this activity: defining the mechanisms and guidelines for each of the M⊕P permits estimating the degree of complexity of processes and methodologies as well as the degree of commitment that should be taken when facing each concept, leading to an appropriate understanding of the process or methodology.
Artifact-Map Making
In the SD-MP meta-process, establishing the artifact map means creating a linking thread for M⊕P through the artifacts, representing visible milestones. The conceptual continuity achieved by using artifact traceability eases the execution and evolution of M⊕P.
These artifacts were easily identifiable (see Table VII ). Findings associated with this activity: defining the artifacts as the route map allowed identifying the traits of each M⊕P. In the case of RUP and OpenUP, the prescriptive character of processes was noticeable, yet this was more evident in RUP. In the Scrum project, the adaptive character was more evident; since by the third month, the path that the proposed releases should follow had changed at least twice. There was a higher degree of customer satisfaction in the Scrum project due to the amount of progress materialized in the product; however, RUP and OpenUP appeared to have been more robust due to their evident levels of planning.
Contribution
The SD-MP meta-process suggests representing the contribution as the input−output relation between strategies, mechanism, and guidelines; which permits valuing the importance of each functional element of M⊕P.
The contribution of the process, as well as of the activities and tasks, was easily identifiable in the RUP project. Such a contribution is fundamentally represented in the documentation. This can be seen in the product versions obtained so far (see Table VIII.)   TABLE VIII INPUT-(STRATEGY/MECHANISM/GUIDELINES)-OUTPUT Findings associated with this activity: each M⊕P in each project justifies its conceptual framework with its contribution; however, the RUP project is the one whose evidence is more noticeable in terms of project execution, that is, the input-output relation for this project is enriched with more artifacts. However, the project that instills more confidence in the customers is Scrum due to its direct requirement-product relation. In the OpenUP project, there is a balanced relation between documentation and software.
C. Innovation Process 1. Communication
Communication is the fundamental pillar of innovation. SD-MP states the need to establish various communication methods that ease knowledge socialisation and exchange, making it flow throughout M⊕P.
The following methods were proposed for communication in the RUP project: interviews with users at the beginning of the project in order to establish the requirements; meetings with the leader and the project team on a fortnightly basis. In the case of the OpenUP project, communication methods were as follows: interviews with users every week, and meetings with the project manager and the development team. The communication methods for the Scrum project were the following: interviews with the stakeholders at least every two days, a weekly meeting with the product owner, daily meetings with the developers, and weekly meetings involving the Scrum master, the manager and the development team (see Table IX ). Findings associated with this activity: making communication methods explicit favours interaction within projects. In the Scrum project, the strong tendency towards using different interaction and communication mechanisms is evident, which strengthens the bonds between team members. In fact, a higher degree of collaboration was easily observable in the Scrum project, which could be explained by the dynamic nature that pertained to this agile methodology. In the cases of RUP and OpenUP, the most interaction-engaging and bond-strengthening activities were requirement elicitation (in the second week of the first month) and architectural design (in the second month). Subsequently, each of the teams focused on their own activities; OpenUP, however, switched a bit more between activities like interviews and meetings.
Problem Identification
In the SD-MP meta-process, the determination of the problems arising when modeling and executing M⊕P is a key aspect to the improvement of the M⊕P per se. Problem identification draws its attention to determining possible dissatisfaction when using M⊕P and also attempts to overcome these inconveniences by adjusting to the execution expected by the M⊕P, or else adjusting the framework of M⊕P.
It was easily observed that the RUP project framework could not be carried out as rigorously as proposed due to the limitations imposed mainly by the participant roles. Difficulty in adopting and following the RUP conceptual framework was also observed, including the fact that the process was imposed by the organisation. In the OpenUP project, the greatest difficulty lies in understanding the coexistence between process and methodology as well as the implications of the different strategies. In the Scrum project, one of the greatest difficulties arises when integrating UML with a methodology that does not incorporate UML explicitly. Putting together diagrams such as use cases and the user-stories method was first seen as cumbersome [56] , instead of thinking about this situation as complementary (see Table X ).
Findings associated with this activity: when starting each project, each of the teams became familiar with their corresponding process or methodology. Although leaders had some background on the chosen M⊕P, the sensitising process caused some complications. When carrying out the three projects, it was necessary to emphasise the use and tracking of the framework for each M⊕P. In the RUP project, it was necessary to make some adjustments that overloaded the functions of some of the roles. In the case of OpenUP, some releases were underestimated and so had to be reprogrammed, which took more time than expected. In the case of Scrum, it was necessary to issue a warning about user control in order to avoid underestimating or overestimating particular requests.
Improvement
Once the problems associated with an M⊕P have been determined, together with their corresponding recommendations, the SD-MP meta-process goes beyond by proposing improvements. Such improvements consist in revising M⊕P in order to identify new ways to strengthen it. This activity requires a previous assessment based on the evidence provided in the short, mid, and long run.
The main evaluation criteria proposed for the three projects are the supervision of critical factors for the execution of the process or methodology together with the mechanisms that facilitate the strategy architecture update. Improvement may take place in three phases according to the execution of M⊕P, namely pre-, in-or post-M⊕P. The pre-M⊕P improvement represents the type of M⊕P reinforcement that is based on evidence and knowledge. This improvement can be directly extracted from the framework proposed by the M⊕P. The in-M⊕P improvement is the type of reinforcement of M⊕P that is mainly based on the evidence obtained throughout the M⊕P execution process. Finally, the post-M⊕P improvement corresponds to the M⊕P reinforcement that is based on the results from the full execution of M⊕P lifecycle.
In the RUP project, the recommendation is to improve communication channels. In the OpenUP project, it has been suggested that the proposed architecture should not be neglected in an attempt to have early releases. In the Scrum project it has been recommended that more UML artifacts be included to strengthen documentation (see Table XI).   TABLE XI IMPROVEMENT Findings associated with this activity: the improvement perspective has allowed for proper evaluation and reinforcement of each M⊕P, aiming for evolution. In-M⊕P improvement is currently taking place and, at the end of each project, post-M⊕P improvement is proposed.
Knowledge Management
In the SD-MP meta-process, knowledge management is one of the most important trends to be adopted in terms of software engineering; considering that software is knowledge [55] . These processes determine the possible changes that take place between tacit and explicit knowledge.
Each team has been sensitised to the knowledge sharing process within each project and such a process has been reinforced through the aforementioned communication methods. Emphasis has been placed on the relevance of personal work together with permanent interaction to strengthen cooperative bonds and experience exchange.
Findings associated with this activity: From the meetings held by the teams involved in the three projects it has been observed that there is an intention to share experiences supported by the knowledge of the job carried out. The concept of knowledge management and its corresponding importance is still rudimentary within the teams, but there is a growing interest in using the strategies proposed.
D. Observations on the SD-MP Meta-Process
By gathering all concepts involved in the SD-MP metaprocess, namely management, structuring and innovation, and also taking the three projects as reference samples, we conclude that, for the current experiment, the RUP project has a weight of 45 %, the OpenUP project has a weight of 33 %, and the Scrum project has a weight of 22 %. In addition, in the three projects, the management process was denser weighting 60 %. The structuring process weighted 30 % and innovation occurred with a weight of 10 %.
This statistical trend occurs due to the M⊕Ps used. Each of them configures a well-defined framework, which is fundamentally tracked within each of the projects. The degree of construction within the structure corresponds to some adaptations; such adaptations were mainly necessary in the RUP project.
Although the projects have only been assessed up to a third of their complete time span, there are significant findings regarding the framework proposed by the SD-MP metaprocess. Additionally, there has been a positive impact on the execution of M⊕P due to the recommendations proposed by SD-MP as each project is running. The significant trait that is proposed by the SD-MP meta-process is aimed at the configuration of framework concepts that allow for progressive evaluation of the M⊕Ps without interrupting their execution.
VI. FUTURE RESEARCH
Our goal is to carry on revising M⊕P proposals, applied to processes currently in progress from the perspective of the SDMP meta-process where a greater impact on structure and innovation is required, thus achieving a more significant sample to obtain more conclusive results that permit providing feedback on the meta-process proposal presented.
For the present proposal, we have developed a tool called Coloso, which integrates languages such as Archimate and UML on the basis of its formulization [57] . These integrated languages are handled from M⊕P-ML, which allows modeling meta-process ideas. The idea is to integrate so that it is possible to combine the proposals and further strengthen the software development methodology and process.
VII. CONCLUSION
M⊕P is part of a problem that needs to be solved and must not be considered simply as an ad-hoc solution. This is what gives birth to M⊕P roles like manager, architect and innovator, whose functions are associated with management, structuring or innovation, respectively. These concepts configure the meta-process proposed in this study.
The models approach represents a powerful paradigm to software development. Proposals such as MDD permit seeing the impact of modelling. When modelling is implemented together with a language, it becomes more powerful. The software development meta-process proposal and the M⊕P modeling language address these two approaches.
The novelty value in M⊕P, from the perspective of the meta-process, is the strategic fusion of the two paths, namely methodology/process, where the advantages of both are exploited; the idea is to conveniently carry out either the methodology or the process as needed.
The SD-MP meta-process proposed suggests a light conceptual framework from which M⊕P is conceived as the object of study. This facilitates not only the revision of a particular M⊕P, but also suggests a framework for the construction of M⊕P that allows it to be adjusted to a particular project.
