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La réalité virtuelle (RV) a pris une place importante dans le milieu informatique depuis 
quelques années. Le projet ESOPE RV, un prototype de logiciel de formation 
d'opérateurs de réseaux en réalité virtueile, a bien démontré son utilité. Un problème 
courant de ces applications est le coût élevé en matériel et logiciel requis pour 
développer de tels prototypes. Ii est donc nettement avantageux de créer un logiciel de 
développement d'applications RV fonctionnant sur des stations ET courantes sous Linux. 
Nous proposons donc une nouvelle application nommée Mirage, qui résout ces 
problèmes. Developpé à partir de W 8 6 ,  Mirage fonctionne sur toute station X 
Windows et il est disponible sans frais, tout en offrant une performance similaire à des 
outils commercialisés sur PC- 
ABSTRACT 
V i a l  Reality (VR) has grown considerably in importance these past few years as 
computer graphics technologies have progressed greatly. ESOPE-RV, a prototype of an 
operator training system using virtual environment (VE) technologies , has proven its 
great usefuiness. Problematic in these systems is the high cost of software and hardware 
required in their development. A VR application running on a standard PC using Linux 
solve the problems men t io~ed  above. Developed from VR386, Mirage functions on 
numerous X Windows platforms, is fieely available and offers similar performance to 
commercial applications running on a PC. 
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xix 
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décrire des mondes virtuels. 
WRI, World. Extension des fichiers de type VRML. 
INTRODUCTION 
La réalité virtuelle (RV) a pris une place importante dans le monde informatique depuis 
quelques années. Sa popularité a grandi, aidée en partie par les médias. Cette technologie 
a ses origines dans le milieu militaire car à ses débuts elle était très dispendieuse. On 
pense notamment aux simulateurs de vol de l'armée p o r e  19881. Heureusement, les 
coûts en matériel de cette technologie ont chuté dramatiquement ces derniers temps la 
rendant plus accessible. Les applications de la RV se sont dors multipliées en industrie, 
en médecine [Bajura 19921, et en aérospatiale boftin 19941- 
Cette technologie est très utile à l'enseignement en particulier. Des études démontrent 
que l'apprentissage par expériences personnelles est beaucoup plus efficace pour 
l'acquisition de comaissances que la lecture ou la visualisation d'expériences. A defaut de 
placer la personne dans l'environnement véritable qui peut être coûteux (ex : réparer un 
satellite sur une maquette grandeur nature qui soit une reproduction exacte), le milieu 
environnant peut être recréé avec des images de synthèse. Ce monde synthétique est 
appelé monde virtuel. Il peut comprendre tant l'aspect visuel que sonore de la 
manipulation. Si désiré, une rétroaction Ped-back] t a d e  est également possible Mark 
19961. Pour l'instant, trois sens peuvent être stimulés en réalité virtuelle, soit la vue, 
l'ouïe et le toucher. 
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Dans cette introduction, nous ferons une rwue des périphériques utilisés en réalité 
virtuelley ainsi qu'un survol des logiciels de RV les plus répandus. Ensuite le sujet et le 
but de ce mémoire seront introduits, soit le logiciel Mirage. 
Périphériques de visualisation 
Les périphériques importants de la réaiité virtuelle sont reliés à la visualisation ou à la 
navigation et à la manipulation d'objets dans le monde virtuel. Parmi les moyens de 
visualisation, on trouve le HMD (Head Mamted Diqdq),  les lunettes stéréoscopiques, 
le moniteur et certains environnements particuliers comme le tableau de bord d'un avion. 
Le HMD est en général le moyen le plus coûteux de visualisation. Typiquement, ii 
comporte deux écrans à cristaux liquides, soit un pour chaque oeil. A moins d'y mettre le 
p* il offre une faible résolution graphique en comparaison avec les autres moyens mais 
donne une bonne impression de présence dans le monde virtuel. Ces casques sont souvent 
munis d'écouteurs domant un son stéréo intégré. Les déplacements de la tête de 
I'utilisateur repérés par un système de repérage entraîhent un changement correspondant 
de la scène vue à l'écran (headtrucking)). Il arrive qu'il y ait des délais entre le 
mouvement réel de la tête et le mouvement correspondant dans le monde virtuel. Ce délai 
(appelé aussi hg ou latency) peut produire des nausées chez les utilisateurs [Olano 
19951. Le casque HMD n'est pas pour le moment encore une solution au point. 
Les lunettes stéréoscopiques sont un moyen moins coûteux de reproduire l'effet 
tridimensionnel de la vision binoculaire. Ces lunettes peuvent être polarisees, avec une 
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polarisation différente pour chaque oeil tel qu'utilisé dans les d e s  de cinéma IMAX 3D. 
Elles peuvent aussi fonctionner par obturation successive des images destinées à l'oeil 
droit et gauche [Hodges 19921. Notom que cette obturation doit être synchronisée avec 
I'image sur l'écran de cinéma ou le moniteur. Cette synchronisation est effectuée 
généralement avec des rayons Sarouges (voir Figure 1). 
Lunettes sf éréosco piques et émetteur infra-rouge 
Un simple moniteur peut sufbe pour fàire de la réaüté Virtueile mais l'impression 
d'immersion dans un monde Whiel est faible avec ce moyen. Cette méthode de 
visualisation est appelée communément réalité virtuelle en aquarium [Fish tank VR]. 
Périphériques de navigation ou de manipulation 
Ces périphériques permettent de se déplacer dans le monde virtuel ou de manipuler les 
objets virtuels. A la base, on trouve le clavier. Les touches fléchées du clavier permettent 
d'avancer, de reculer et de tourner sur soi-même dans le monde virtuel. La souris et la 
manette de jeu sont d'autres moyens pour naviguer dans l'environnement. Il existe 
également plusieurs types de souris 3D7 par exemple la souris Cybennan de Logitech. 
Pour la manipulation d'objets, le gant virtuel [Stumian 19941 est sans doute l'outil le plus 
approprié et le plus instinctif à utiliser. Le gant Ipowerglove] [Gradecki 941 (voir Figure 
0-2) anciennement fàbriqué par Mattel demeure populaire et abordable. Fabriqué à 
I'onghe pour des consoles de je= il peut être connecté à un ordinateur personnel via le 
port série grâce à un circuit disponible gratuitement sur intemet appelé Menelli box 
[http: //www. cms . dmu. ac. uk/-cphhnenelli. html]. 
La position spatiale du gant est repérée grâce à deux émetteurs d'ultrasons situés sur le 
gant. Le temps de propagation des ultrasons pour être mesurés par 3 récepteurs montés 
sur une barre en << L >>. Ces temps varient en fonction de la position du gant, permettant 
ainsi de le localiser (tracking). La flexion des doigts est également mesurée. Sur chaque 
doigt du gant se trouve une encre conductrice dont la résistance varie en fonction de la 
flexion des doigts. Une boîte noire contenant un microprocesseur s'occupe de 
coordonner l'érriission et la réception des ultrasons et de transmettre les données 
recueillies à l'interface. 
Figure 0-2 Gant Mattel Power Glove 
OpenGL 
Le langage graphique OpenGL [Segal 19941, weider 19931 fut développé par Silicon 
Graphics afin de facilter la programmation d'environnements 3D. OpenGL est devenu un 
standard pour le développement de logiciels de réalité Wtuefie d'abord sur les stations 
Silicon Graphics mais plus récemment sur d'autres plates-formes (Le. Wmdows NT et 
95). Parmi les applications écrites en OpenGL, on retrouve par exemple WorldTookt 
[http : / /www. sense8 . co rn /wt  k . html] et la bibliothèque Open Inventor 
wemecke 19941, [Strauss 19921. Originellement supporté par SGI, OpenGL est 
maintenant disponible sur plusieurs plates-formes Unk, entre autres a Solaris, Linux, 
etc., ahsi que sur d'autres systèmes d'exploitation tels Wmdows 3.11 avec Wui32s, 
Wmdows NT ou 95 et OS/2. Ce langage libère le développeur de nombreuses tâches 
ingrates de programmation de fonctions de base 3D. De plus, en réalisant certaines 
fonctions d'OpenGL directement sur les cartes graphiques (avec des processeurs 
spécialisés) au lieu de les émuler en logiciel le processeur est libéré de nombreuses 
fonctions. La performance s'en trouve nettement améliorée. 
MR Toolkit 
La bibliothèque MR Toolkit fut développée à I'Université d'Alberta sur des postes Silicon 
Graphics. Le but de cette bibliothèque était de simplifier le développement d'applications 
en réalité virtuelle. MR Toolkït est écrit avec la bibliothèque ûpenGL et se sert des 
capacités réseau des stations UNiX pour répartir les processus sur des plates-formes 
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multiples en réseau, accélérant ainsi la performsnce des applications. Ce logiciel est 
disponible gratuitement sur l'internet pour les institutions universitaires [Shaw, Green, 
Lian, Sun 19931. 
WorldToolKit est un logiciel de la firme Sense 8, permettant de réaliser des applications 
en réalité virtuelle. Ce logiciel commercial est dispendieux mais demeure populaire car sa 
bibliothèque de fonctions est bien construite. Plusieurs plates-formes sont supportées (PC 
sous Wmdows et SGI entre autres) et de nombreux périphériques également. Le projet 
F ~ F + ' V  [-&a: !005j, [ ~ ! , m w ~ - ~ ~ f i  FI++ 10961 fLt r*d J?'=r!fi&Wit &s 
postes de travail R3000 et R4000 de SGI. Ce projet recrée l'enwonnement d'un pose 
d7Hydro-Québec en réalité virtuelle pour la formation des opérateurs de réseau. 
L'inconvénient de WorldToolKit est qu'une licence de plusieurs milliers de dollars est 
nécessaire pour chaque poste utilisant une de ces applications. 
Rend386 [Stampe, Roehl, Eagan 19931; Foehl 19941; [Gradecki 19943 est le nuit d'une 
collaboration entre Bemie Roehl et Dave Stampe de l'université de Waterloo. Ce 
logiciel, qui fiit distribué gratuitement szlf intemet 
[ftp : //sunee . uwaterloo . ca/pub/rend38 63, a permis à de nombreux 
intéressés de s'initier à la réalité virtuelle. Fonctiomant sur des ordinateurs bas de gamme 
de type 386, ce logiciei ofie des bonnes performances car les auteurs ont tout misé sur la 
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rapidité de I'afEchage. Une fois leur collaboration terminée, les auteurs ont réalisé chacun 
leur propre version améliorée de Rend3 86, soit Avril de Bernie Roehl, et VR386 de Dave 
Stampe. 
Avril est conçu par Bemie Roehl de l'Université de Waterloo. Ce programme est sous la 
forme d'une bibliothèque de fonctions C qui peuvent être utilisées pour concevoir un 
logiciel de RV Cette bibliothèque est uniquement disponible sur PC et comme le code ne 
contient aucune optimisation en assembleur, les performances sont moindres que VR386. 
rpyetsg= &74ATi M != hcEs CÎn_hLcfi  & la hdhint&+r ie etant ArrnnL ni it= it= rode 
y--- ---- ---- 1-- " ---- 
source de celle-ci n'est pas disponible, il est impossible de << porter >> ce logiciel à une 
autre plate-forme ( à l'exception d'une initiative de l'auteur Bernie Roehl). Avril est un 
logiciel gratuit disponible sur l'internet: 
W 8 6  est la création de Dave Stampe de l'université de Waterloo. Ce logiciel est une 
amélioration de REND386, créé par Dave Stampe et Bernie Roehl- Une des 
améliorations principales a été la séparation du code assembleur et C, qui étaient souvent 
présents dans les mêmes modules, en des modules séparés. 
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VR386 est un logiciel gratuit, disponible sur L'intemet par ftp anonyme 
[f tp : //psych. utoronto. ca/pub/vr-38 61. Le logiciel a été conçu pour le 
processeur 386 et ses descendants. Il fonctionne sur PC en mode VGA 320x200 et 
supporte plusieurs périphériques de RV tels que le gant de Mattel [Powergbve] et les 
lunettes LCD stéréoscopiques de la compagnie Sega. Il est utilise par de nombreux 
amateurs de RV qui font ce qu'on appelle du gmage VX- 
Limitations de VR386 
VR386 est un programme fonctionnant sous le système d'exploitation MS-DOS. Il est 
< ~ r ~  3 ;?fil&pe %t& & =.YSI =ITUYbe2~ !O Ua=zc&C C c 2 X ~ c s q ~ f i Y  &Fcfi!e r(» 
PC, soit environ 620K au maximum. Par un moyen assez complexe, il est possible de se 
servir de la mémoire étendue du PC. VR386 exploite cette possibilité pour utiüser jusqu'a 
4 mégaoctets de mémoire pour stocker les objets 3D. Notons que l'accès à cette mémoire 
est si complexe que son usage est déconseillé à tous sauf les programmeurs chevronnés 
de MS-DOS. 
Donc, pour concevoir des applications avec VR386, il faut se limiter quant à l'utilisation 
de la mémoire conventiomeile. On s'aperçoit rapidement que la mémoire est très 
restreinte pour implanter des fonctions supplémentaires. Il serait donc utile de porter ce 
logiciel à UND( pour éliminer ce défaut. Le code assembleur sera remplacé par du code 
en langage C. Cette nouvelle version a été baptisée Mirage [Tam, Maurel, Desbiens 19971 
et f i t  l'objet principal de ce mémoire. 
Pourquoi Mirage ? 
Tous les logiciels mentionnés présentent des inconvénients. Les logiciels fonctionnant 
sous MS-DOS sont connus pour être difFciles à développer. Les logiciels commerciaux 
de RV sont généralement robustes et performants mais très dispendieux. Par exemple, 
l'utilisation de WorldToolKit requiert à la fois un coût d'achat de licence par poste de 
travail de plusieurs milliers de dollars (voir Tableau 1). Nous nous sommes donc proposés 
de créer un nouveau logiciel de RV à partir d'un logiciel gratuit disponible sur l'internet. 
La particularité de ce logiciel de départ doit être nécessairement la disponibilité entière du 
code source. Seuls WU86 et MR Toolkit satisfont ce critère, MR Toolkit étant très 
difficile à configurer et exécuter, VR386 est devenu le meilleur choix. Sa performance sur 
PC est très bonne. Son inconvénient majeur est qu'une parîie du code est en assembleur. 
Ii a donc f d u  remplacer cette partie en C. Cela a donc mené à un nouveau logiciel de 
RV fonctionnant sous X Wmdows, baptisé Mirage. 





























Mirage possède plusieurs avantages sur VR386. L'avantage principal est que Mirage est 
entièrement codé en C, alors que VR386 est un mélange de C et d'assembleur. De plus, 
Mirage utilise la bibliothèque X Wmdows. Mirage peut donc supporter tous les postes de 
travail fonctionnant avec le logiciel d'exploitation U N E  avec X Wmdows. Cet avantage 
d'être multi-plateforme n'est pas une propriété de VR386 qui fonctionne uniquement sur 
des ordinateurs personnels ayant MS-DOS. Mirage supporte donc les postes de travail 
Sun, SGI, ainsi que Linux. Des modifications mineures seraient nécessaires pour 
supporter !es stations Ii3M EUSC et HE? 
Mirage n'a pas les limitations de mémoire de VR386. VR3 86 était limité à 4 rnégaoctets 
de mémoire. VR386 se limitait donc a environ 2000 polygones alors que Mirage peut 
der jusqu'à 9000 polygones. (Notons que cette limite est modifiable; un monde virtuel 
représenté par 9000 polygones requiert un processeur très puissant pour être affiché à 
une vitesse raisonnable.) 
UNM ofie des possibilités en matière de réseau qui sont inexistantes ou qui ne sont pas 
une partie inhérente de MS-DOS. La mise en réseau permet de communiquer aisément 
entre les processus exécutant sur le même poste ou sur un autre poste sur le réseau par 
l'intermédiaire des sockets. UNIX est également multi-processus, nous permettant 
d'exécuter des applications simultanément avec Mirage et de communiquer avec celles-ci 
en envoyant ou en recevant des infomtions. 
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Avec L'émergence de Linux welsh 19951, il est maintenant possible d'avoir des postes de 
travail UNIX performants à très faible coût. Linux coûte environ 30 $ sur cédérom. Ii est 
également possible d'acquérir une version BSD. Le matériel nécessaire à Linwc est le 
même que celui pour des ordinateurs fonctionnant avec les systèmes d'exploitation MS- 
DOS et Wmdows 3.1 ou 95. Pour le bon fonctionnement de Mirage' un Pentium cadencé 
60 MHz avec 8 mégaoctets de mémoire vive est recommandé comme plate-forme 
minimale, 
Mirage est donc un pas en avant pour la réalité virtuelle. Le code source C est 
entièrement disponible et on peut rajouter des fonctions ou le modifier si nécessaire. 
Mirage est multi-plateforme et économique (gratuit !). Ii permet de faire de la réalité 
virtueiie sans investir dans un logiciel co~lll~lercid coûteux 
Contributions origindes de ce mémoire 
Remplacement des fonctions de rendu réaliste [renden'ng] écrites en assembleur de 
VR386 en langage C; 
Créanon d'un logiciel de réalité virtuelle fonctionnant sur X Wmdows; 
Création d'une interface TcVTk pour Mirage; 
Intégration d'une main virtuelle pour sunuler un gant muni de senseurs; 
Détection de collisions entre les objets virtuels. 
Structure du mémoire 
Le présent mémoire est donc structuré de la façon suivante : tout d'abord, la description 
fonctionnelle de Mirage est présentée, suivie de la description détaillée et de la 
conclusion. 
Chapitre 1 - Description fonctionnelle de Mirage 
L'utilité de Mirage a été discutée dans l'introduction. Dans le présent chapitre, on 
explique les caractéristiques principales d'un monde virtuel ainsi que l'interface de 
Mirage. Les menus sont décrits en détails ainsi que les touches de raccourci permettant 
un choix plus rapide des éléments des menus. 
1.1 Un monde virtuel 
Un monde virtuel peut être décrit comme une représentation amficielle d'un monde réel. 
Comme dans un monde réel, un monde virtuel peut contenir un certain nombre d'objets 
tels une chaise ou un bureau. Les objets du monde virtuel peuvent être animés et otnir la 
possibilité d'uiteragir entre e u .  Alors que les objets du monde réel sont construits avec 
des atomes, les objets d'un monde virtuel se construisent avec des polygones. Un 
ensemble de polygones de couleurs différentes peut donner une approximation d'un 
arbre, d'une voiture ou d'une planète. La principale fonction de Mirage est donc dans la 
visualisation de mondes virtuels peuplés par des objets ayant certaines propriétés et 
comportements. Les objets eux-mêmes sont constitués d'un certain nombre de polygones. 
1.2 Charger un monde virtuel 
De nombreux mondes virtuels ont été créés pour Rend386 et VR386, Les prédécesseurs 
de Mirage. Ces mondes sont disponibles gratuitement sur des sites internet (par exemple, 
ftp: //sunee . uwaterloo . ca/pub/rend38 6/worlds). Ces mondes virtuels 
sont décrits dans des fichiers dont I'extension est WLD. Les différents formats de fichiers 
supportés par Mirage sont illustrés à la Figure 1.2 et sont décrits plus loin dans ce 
document. Pour visualiser ces fichiers WLD, il mfEt d'exécuter la commande: 
mirage <nom du fichier w l d >  
ex : mirage chess-wld 
Le monde sera chargé en mémoire et aftiché à l'écran, comme le montre la Figure 1.1. Il 
d'appuyer su. une touche du clavier pour se débarrasser du message de départ. On 
voit alors le monde virtuel, mais également notre position en haut à gauche, les axes x, y, 
z en haut à droite et le nombre d'images générées par seconde en bas à gauche. 
Figure 1.1 Un monde virtuel chargé dans Mirage 
Objet(s) Objet@) Objet(s) Figure Moxtdevirtue 
Mirage WTK AutoCAD Mirage Mirage 
Figure 1.2 Formats de fichiers supportés par Mùage et leurs applications originelles 
1.3 Navigation 
1.3.1 Navigation avec le clavier 
Les touches fléchées du clavier sont les touches de base pour se déplacer dans le monde 
virtuel. La figure suivante montre les quatre touches de base: 
Tableau 1.1 Touches de navigation de base 
D'autres touches permettent de monter, de descendre et d'accomplir d'autres actions. La 







Tourne à gauche 
T o m e  à droite 
Avance d'un pas 
Recule d'un oas 
Tu€?& 
Page Up 






Tableau 1.2 Autres touches de navigation 
~anCmespaadante , 
Monte le point de vue 
Descend le point de vue 
Effet de loupe [Zoom] agrandir 
Effet de loupe [Zoom] réduire 
Retour à la position de départ 
Demi-tour (U mm) 
Répète 100 fois le dernier mouvement avec les fièches 
1.3.2 Navigation avec la souris 
On peut également se déplacer en désignant une zone à l'intérieur de la f enêe  
d'affichage avec le réticule. La fenêtre est divisée en quatre zones ayant chacune leur 
action correspondante. Par exemple, une action ou déclenchement d'une gachette [click] 
avec le premier bouton de la souris dans la zone 1 (voir Figure 1.3) fait avancer la caméra 
dans l'environnement virtuel. 
Zone 1: 
Avancer - - - - 
Zone3: --. _.--- Zone 4: 
Tourner à - * - - - - - - - * Tournera 
gauche -. -- droite 
- &ne 2: *-.- 
Reculer 
Fenêtre de Mirage 
Figure 1.3 Les quatre zones de navigation pour la souris (Bouton 1) 
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Les autres boutons de la souris servent à d'autres actions. L'utilisation simultanée de 
deux boutons a également une action différente (voir Tableau 1.3). Un pivotement [tilt] 
est l'action d'incliner la caméra vers le haut ou vers le bas. Un balayage Cpan] est une 
rotation de la caméra vers la gauche ou droite. Finalement, un roulement [roll] est une 
rotation de ta caméra sur son axe horizontal. 
Tableau 1.3 Navigation avec ia souris 
1.4 Menus de Mirage 
Booton(s) Haut 1 Bas I Gauche. 1 ( Droite 
Mirage comporte de nombreux menus accessibles avec le clavier dans la fenêtre 
principale de hifirage ou dans la fenêtre séparée de Mirage vue dans la Figure 1.4. Les 
commandes du menu permettent principalement de modifier le monde virtuel, de changer 






Pas a droite 
Roulement à 
droite 























Pas vers la gauche 
Roulement à 
gauche 
Figure 1.4 Console Tk de Mirage 
1.4.1 Touches importantes 
Les touches de raccourci données peuvent être activées soit en majuscde ou minuscule. 
Quitter (a Q »): 
Termine l'exécution du programme. Appuyez sur O )> pour << oui >> et vous terminez 
l'exécution de Mirage. 
Mode fd-de-fer [wirefmme] (a W N): 
Les polygones peuvent être atnchés soit pleins ou en fil-de-fer. Cette touche permet de 
changer de mode. 
Figure 1.5 Mode fil-defer 
Information (a 1 »): 
Cette touche f i c h e  des informations sur le monde virtuel. soit le nombre d'objets. de 
polygones et la position de la camém 
Figure 1.6 Image donnée par la commande Informations 
Animation (i< A »): 
Les animations peuvent être désactivées avec cette commande. Avec les animations 
désactivées, on peut se déplacer plus rapidement dans le monde virtuel. 
Aide (N H B): 
Cette touche aifiche la liste des touches de Mirage. 
NavigatiodséIection avec la souris (H J »): 
La souris est au départ en mode navigation. En tapant sur la touche (< J », la souris passe 
en mode sélection. On peut donc désigner un objet et il apparaha en évidence 
[highlight]. En appuyant à nouveau sur (< J », on revient au mode navigation. 
Afichage de la palette de couleurs (a C »): 
Cette touche afEche la palette de couleurs de Mirage, telie qu'illustrée dans la figure 
suivante: 
Figure 1.7 Palette de couleurs de Mirage 
1.4.2 Menu Anichage 
Ce menu contient diverses options pour I7aEchage. Une option du menu peut être activée 
ou désactivée soit en désignant avec la souris une boîte de chok soit en utilisant une 
touche de raccourci. Les options du menu précédées d'une boîte de sélection indentée 
sont à bascule. 
Figure 1.8 Commandes disponibles dans le menu Affichage 
Désactivedactiver les animations (a A »): 
Cette touche a le même effet que si on appuie directement sur c i  A ». 
Désactiver/activer l'effacement de l'écran (<< S »): 
Par défaut, l'écran est e&cé avant de dessiner les objets. On peut désactiver cet 
effacement si désiré. 
Désactivedactiver l'horizon (<< H >>): 
Par défaut, un horizon est dessiné pour mieux s'orienter. On peut le désactiver si désiré. 
Changer la lumière ambiante (a A >,): 
On peut modifier le niveau de la lumière ambiante, donnant des objets plus sombres ou 
plus éclairés. Le niveau varie de O à 255. Par défaut, le niveau de lumière ambiante est 
mis à 65. 
Changer entre lumière directionnelle et ponctuelle (e D m): 
La lumière peut provenir d'une source ponctuelle ou d'une source à l ' k h i  dont les 
rayons sont parallèles et directionnels. 
Désactivedactiver I'afftcbage de la position (a P »): 
Par défaut, la position de la caméra est fichée en tout temps en haia à gauche de la 
fenêtre. L'fichage de cette position peut être occulté si désiré. 
Désactiver/activer l'affichage des axes ou compas (a C »): 
Par défaut, les axes sont affichés à l'écran. Les axes peuvent être enlevés avec cette 
touche. 
Désactiver/activer l'affichage du nombre d'imagedseconde (i< F m): 
Par défaut, le nombre d'images par seconde est afnché en bas à gauche de la fenêtre. On 
désactive cet atFchage avec cette touche. 
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Afficher la païette de couleurs de Mirage 
La palette de 256 couleurs de Mirage est afnchée. Chaque couleur est accompagnée de 
son numéro d'index, 
1.4.3 Menu Vue 
Ce menu contient diverses options qui peuvent ê e  configurées. Ces options ont 
principalement un effet sur la caméra qui nous donne une vue sur le monde virtuel. 
Figure 1.9 Commandes disponibles dans le menu Vue 
Affkher de l'information sur le monde virtuel (a 1 »): 
Equivalent à appuyer sur la touche (< 1 >> directement. Donne des informations sur le 
monde virtuel, soit le nombre d'objets, de polygones, etc. 
Retour à la position de départ (ti R »): 
Cette touche est équivalente à la touche Home. La caméra ou position de l'observateur 
revient à la position de départ pour visualiser le monde virtuel. 
Modifier le pas de déplacement (i< M D): 
Cette touche sert à modifier le pas de déplacement dans la scène si l'on désire déplacer la 
caméra plus ou moins rapidement. 
Modifier le pas de rotation (ic T M): 
Cette touche sert à modifier le pas de rotation si l'on désire tourner plus vite ou moins 
vite. 
Modifrer l'angle de vue (a A B): 
Cette touche sert à changer les angles de vue de la caméra. Trois angles doivent être 
donnés, soit les angles de pivotement, de balayage et de roulement. Ces angies sont 
relatifs aux axes x, y et z respectivement. 
Modifier la position du plan avant du parallklépipède de vision (a H a): 
La position du pian avant du parallélépipède de vision des objets est changée avec cette 
touche. Cela signifie que les objets entre le plan avant et la position de la caméra ne sont 
pas visibles à l ' h a n  et sont donc éliminés iors des calculs d'affichage. L'effet de ces 
plans est expliqué au chapitre 3 dans le processus de rendu réaliste [rendering]. 
Modifier la position du plan arrière du pdélép ipède  de vision (a Y »): 
Similairement, les objets plus lointains que ce plan deviendront invisibles. 
1.4.4 Menu Objet 
Ce menu permet de charger, de sauvegarder ou d'effacer des objets de Mirage. 
Figure 1.10 Commandes disponibles dans le menu Objet 
Charger un objet (a L »): 
Les objets décrits en format PLG, NFF ou DXF sont chargés avec cette commande. Les 
détails de ces forrnats sont décrits à la section 1.5. Il faut entrer le nom du fichier, et 
ensuite les facteurs d'échelle en y et z de l'objet. L'objet est inséré devant la caméra, a 
l'écheile appropriée. Si aucun facteur n'est spécifié (appui sur Enter), l'objet sera charge 
avec les mêmes dimensions que dans le fichier (facteur d'échelle de 1). Il peut être 
déplacé par la suite 4 l'aide de la main virtuelle qui sera discutée à la section 1.4.7. 
Sauvegarder les objets sélectionnés (a S »): 
Les objets sélectionnés sont enregistrés dans un fichier de type PLG. faut donner le 
nom du fichier. Si plusieurs objets ont été sélectionnés, ils sont tous enregi-és dans le 
même fichier. 
Anicher des informations sur les objets sélectionnés (a I »): 
La position et I'onentation des objets est affichée, ainsi que leur nombre de polygones, 
etc.. 
Figure 1.11 Anichage d'informations concernant un objet sélectionné 
Effacer les objets sélectionnés (a D »): 
Les objets sélectionnés sont éliminés du monde virtuel. as ne sont pas enlevés de la 
mémoire mais uniquement enlevés de la Liste des objets du monde Wniel à &cher. 
Retrait de la sélection des objets (e U »): 
Tous les objets seront retirés de la sélection. 
Changer à In première représentation de l'objet. (a F »): 
Si l'objet a des représentations multiples, la première représentation sera fichée. La 
représentation multiple est expliquée à la section 1-54. 
Changer de représentation (a N »): 
La prochaine représentation de l'objet est affichée. si i'objet en possède plusieurs. 
1.4.5 Menu Figure 
Ce menu permet de charger et de manipuler les figures. Les figures sont des hiérarchies 
d'objets de type PLG (voir section 1.6). 
Figure 1.12 Commandes disponibles dans le menu Figure 
Charger une figure d'un fichier F I G  
Cette commande charge une figure à partir d'un fichier de type FIG (voir page 42). Une 
figure est une hiérarchie d'objets. Ce format de fichier est expliqué 8 la section 1.6. 
Aff~cher de l'information sur la figure 
Cette commande afnche la position, le nombre de polygones ainsi que d'autres 
informations d'une figure sélectionnée. 
Sélectionner toutes les figures 
Toutes les figures sont sélectiomées. 
Enlever la sélection pour toutes les figures 
Cette commande a pour effet de retirer toutes les figures de la sélection. 
Détruire un lien avec un objet 
Cette commande détache l'objet sélectionné d'une figure à laquelle il était rattaché. 
Joindre un objet à une figure 
Cette commande attache I'objet sélectionné à la figure. 
Attacher le point de vue à un objet sélectionné. 
Un lien est créé entre le point de vue et l'objet sélectionné. Chaque mouvement de l'objet 
engendre un mouvement cornespondant du point de vue. Si l'objet est stationnaire, le 
point de vue reste figé au même endroit jusqu'à la destruction du lien avec l'objet. 
Détacher le point de vue 
Cette commande est l'opposée de la précédente. Eue détruit le lien entre Le point de vue 
et l'objet. 
1.4.6 Menu Démo 
Il est possible d'enregistrer les déplacements de la caméra pour les reproduire par la suite. 
En activant l'enregistrement des déplacements (Enr  eg i s t rement), ces derniers sont 
enregistrés dans un fichier jusqu'à ce que la commande Arret soit selectiomke. Les 
déplacements enregistrés dans le fichier sont par ta suite reproduits à l'aide de la 
eoriia~u18e Co u e r .  L'emt+$iiremeni ueni uniquement compre des touches Uécnées pour 
l'enregistrement des déplacements. 
Figure 1.13 Commandes disponibles dans le menu Demo 
1.4.7 Manipulation d'objets avec la main virtuelle 
En l'absence d'un gant équipé de senseurs, Mirage possède une main virtuelle pour la 
manipulation des objets virtuels. Cette main a été intégrée à Mirage suite au projet de fin 
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d'études de Christian Auger [Auger 19961 (voir Figure 1.14). Les objets saisis par la 
main peuvent être déplacés ou tournés dans tous les sens. La main virtuelle est contrôlée 
à l'aide de la souris. Il est envisageable de remplacer ce contrôle par celui d'un gant 
équipé de senseurs. Les mouvements du gant seraient reproduits par la main virtuelle à 
1'écran. 
Un mode anti-collision a aussi été créé. Dans ce mode, l'objet attrapé par la main est testé 
et bloqué s'il entre en collision avec une série d'objets sélectionnés. Les objets dans 
Mirage possèdent maintenant un parallélépipède englobant [bamding box] soit la boite 
minimale englobant I'objet. Cette propriété n'existait pas dans VR386. 
Figure 1.14 Main virtuelle manipulant un objet 
La main virtuelle est activée par l'appui consécutif sur les touches << X D et a G ». La 
souris contrôle ensuite les déplacements de la main. Les objets peuvent alors être saisis en 
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les sélectionnant avec la souris et en appuyant sur la touche AD. Avant et après la 
commande sélectionner, il faut appuyer sur la touche a J » pour changer de mode. Pour 
sortir de ce mode, il sufiït d'appuyer sur Ia touche (< G ». 
Pour passer en mode anticoilision, il f a t  tout d'abord se mettre en mode saisie 
Cgrabbing] et sélectionner tous les objets à considérer lors des tests d'anticollision. Le 
mode anticoilision est activé en appuyant sur la touche a K B. Les objets saisis par la suite 
avec la main virtueiie seront (< bloqués N lors de collisions avec les objets considérés lors 
du test d'anticollision. 
1.5.1 Les objets 
Un objet dans Mirage est un ensemble de polygones. L'ensemble de polygones peut 
former un arbre, une sphère, etc ... Un objet est donc defini par une liste de coordonnées 
de points dans un espace tridimensionnel et une s k e  de polygones dont les points se 
trouvent nécessairement dans la liste précédente. 
II existe différentes façons de décrire les listes de points et de polygones représentant un 
objet et donc différents formats de fichiers définissant des objets. En effet, presque 
chaque logiciel possède son propre format de fichiers. Parmi les plus courants, on trouve 
le format DXF du logiciel de dessin AutoCAD. Mirage utilise le format PLG. 
1.5.2 Les objets au format PLG 
Les objets de sage sont généralement décrits sous la forme de fichiers de type PLG. Ce 
fonnat est un format particulier utilisé par VR.386. Dans ces fichiers, on retrouve une liste 
de coordonnées 3D spécifiant les sommets des polygones, et une liste de numéros de 
sommets constituant le polygone et ordonne dans le sens horaire. Chaque liste de numéro 
de sommets est précédk par un code couleur en hexadécimal et le nombre de sommets 
du polygone. Les polygones ne sont visibles que d'un seul côté. Ii est donc important de 






Figure 1.15 Ordre des points dans la définition d'un polygone 
De plus, les polygones doivent nécessairement être convexes. Cette particularité permet 
d'optimiser l'aftichage des polygones à I'écran. Les polygones concaves donnent donc 
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des résultats imprévisibles. Notons de plus que dans Mirage, un polygone peut au plus 
être composé de 20 points. 
Polygone Polygone Même polygone converti 
Convexe concave en polygones convexes 
1.5.3 Couleurs des objets 
Dans de nombreux logiciels graphiques, les couleurs peuvent être spécifiées directement 
par trois composantes selon le modèle de couleurs utilisé ou à l'aide d'un index 
correspondant à un élément d'une palette de couleurs. Mirage possède une palette de 256 
couleurs. En appuyant sur la touche « C », on voit apparaître cette palette. Les 16 
premières couleurs sont les couleurs de base, soit noir, bleu, vert, c y q  rouge, magenta, 
brun, gris pale, gris foncé, bleu pale, vert pale, cyan pale, rose, magenta pale et blanc. Le 
reste de la palette est divisée en 15 dégradés différents. 
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Dans les fichien de type PLG, les couleurs sont représentées par un nombre hexadécimal 
de la forme 0x1 1 FI?. Le code Ox signifie que le nombre est en format hexadécimal. Les 
autres c m e s  identifient la couleur. 
Ii y a 3 types de couleurs dans Mirage7 soit les couleurs de base, les couleurs constantes 
et les couleurs vaniables: 
Les couleurs 0x00 O O à 0x0 OFF sont les couIeurs de base; elles correspondent 
directement aux couleurs de la palette. - 
Les couleurs 0x0 1 O O à 0x0 FFF sont les couleurs constantes- Ces couleurs ont une 
Le deuxième chiffre (de 1 à F) identifie la couleur et les deux derniers chinies 
représentent l'intensité (00 correspond à l'intensité minimale soit noir, et FF 
correspond à l'intensité maximale). 
Les couleurs variables vont de 0x1000 à OxlFFF. La codeur est déterminée avec 
les trois derniers chiffres de la même façon que les couleurs constantes. La différence 
est qu'une couleur variable varie en fonction de l'orientation du polygone et de la 
source de lumière. Comme le montre la Figure 1.17, les seize premières couleurs sont 
les couleurs de base, les autres couleurs servent à varier l'intensité de couleur des 
polygones selon l'éclairage. 
Figure 1.17 Les 256 couteurs de la palette de Mirage 
1.5.4 Les fichiers PLG à objets multiples et représentation multiples 
Un fichier en format PLG peut contenir plusieurs objets. Ceux-ci sont séparés par leur 
entête (nom de l'objet, nombre de sommets, nombre de polygones). 
Un objet peut avoir plusieurs représentations ciiffierentes. Ce p ~ c i p e  permet d'avoir 
différents niveaux de détail (Level of Detail ou LOD) pour un même objet. Un objet est 
dessiné ou construit avec un nombre différent de polygones dant  d'une représentation 
simplifiée à complexe (voir Figure 1.18). La représentation sélectionnée lors de 
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l'fichage à l'écran dépendra de la dimension de I'objet à l'écran en pixels. Une autre 
possibilité est d'utiliser ce concept pour des animations (objet qui rétrécit, s'agrandit, 
change de forme, etc..,)- 
Figure 1.18 Niveau  de détail d'une sphère (avec 8 ,48 et 512 poiygones) 
1.5.5 Le format 
Le fonnat NFF provient du logiciel WorldToolKit de la compagnie Sense 8. Les objets en 
fonnat NFF constituant un monde virtuel peuvent être chargés par Mirage. Leur format 
est très similaire à celui des fichiers PLG . Les objets peuvent être édités avec un éditeur 
de texte. Cette fonctionnalité de Mirage est illustrée dans le rapport de stage d'Antoine 
D'Anjou p' Anjou 19961. Un exemple de fichier en format NFF est donné en annexe A 
(un poste généré par Esope-RV). 
1.5.6 Le format DXF 
Le format DXF est part ider  au logiciel AutoCAD. Il permet tout d'abord d'échanger 
des fichiers produits à i'aide d7AutoCAD avec d'autres applications et vice-versa. Ces 
fichiers peuvent être stockés sous fome binaire ou forme ASCII. Mirage permet de 
charger les fichiers DXF sous fome ASCII Pelanger 19961. 
Figure 1.19 Image d'un objet en format DXF 
1.5.7 Création des objets 
Les objets peuvent être créés de diverses façons. La méthode à utiliser dépend 
principalement de la complexité de l'objet à créer. Par exemple, un cube peut être 
construit à l'aide d'un simple éditeur de texte, alors qu'une voiture sera plus facilement 
créée avec un outil de dessin assisté par ordinateur. 
1.5.7.1 Référentiel propre à I'objet et référentiel global 
Les coordonnées contenues dans les fichiers de type PLG sont propres a l'objet. Lorsque 
l'objet est inséré à une position dans le monde virtuel, les coordonnées de l'objet sont 
modifiées par des translations ou rotations appliquées à l'objet. Les nouvelles 
coordonnées sont alors dans le référentiel global. Les coordonnées d'un objet peuvent 
donc être écrites dans deux référentiels: le référentiel de l'objet (coordonnées dans le 
fichier de type PLG) ou le référentiel global (coordonnées dans le monde virtuel = 
coordomées propres de l'objet + coordonnées du point d'insertion de l'objet si aunine 
rotation est effectuée). 
1.5.7.2 Librairies d'objets 3D 
Il existe sur l'internet certains sites ayant une librairie d'objets 3D en divers formats. 
Certains formats peuvent être convertis au format PLG par des logiciels disponibles 
gratuitement. Parmi ces sites, on trouve UK VR-SIG Object Archive: 
Le Tableau 1.4 énumère de façon non exhaustive un certain nombre de logiciels de 
conversion disponibles gratuitement. Ces utilitaires se trouvent sur le site de l'université 
de Waterloo [ f tp  : //sunee . uwaterloo . ca/pub/rend38 G/converters]. 
39 












Sun Shaded » 
SurfModel 
Appfidon native 1 Nom du ~~f~~er t i sseur ,  
byu2plg.exe 






1.5.7.3 La création d'objets avec un éditeur de texte 
Les objets simples sont généralement construits à l'aide d'un éditeur de texte. Des 
commentaires peuvent être insérés dans le fichier en utilisant des dièses « # ». Les fichiers 
de type PLG sont divisés en trois parties : 
3dsZplg.exe 
1 . Une entête donnant le nom de l'objet, le nombre de sommets et le nombre de 
polygones. Ex : cube 8 6 
2. Une liste des coordonnées de chaque sommet. La numérotation commence à 
zéro. La première coordomée sera associée au sommet O, et ainsi de sute. 
Ex: 500 -500 500 
3. Une liste de polygones construits en reliant les sommets de la Liste précédente. 
Les polygones sont précédés d'un code de couleur et du nombre de sommets 
constituant le polygone. Ex : Un polygone de couleur rouge et constitué de 4 
sommets: OxllFF 4 O 1 2 3 
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Mirage, comme VR386, utilise un système de coordonnées main gauche. De plus, l'axe 
des y est dirigé vers le haut. 
No. x 
5 O:  -500 
1: 500 
2 : 500 
3: -500 
4: Yv 5 :  -500 500 
5 x 6: 500 
7 :  -500 
I 
Figure 1.20 Cube simple et numérotation des points 
Un cube pourrait donc avoir la forme suivante dans un fichier PLG : 
Début du fichier 
# U n  cube vis ib le  de 
# l ' e x t e r i e u r  , 1000x1000 
cubeout 8 6 
# sommets : 
# x Y z 
# f a c e  avant  
-500 -500 -500 # ver tex  O 
500 -500 -500 # ver tex  1 
500 500 -500 # ver tex  2 
-500 500 -500 # ver tex  3 
# face a r r i e r e  
-500 -500 500 # ver tex  4 
500 -500 500 # ver tex  5 
500 500 500 # ver tex  6 
-500 500 500 # ver tex  7 
.(suite) 
# polygones : 
# couleur #sommets sommet1 .. 
# faces du cube 
Oxllff 4 O 1 2 3 # avant 
Oxl2ff 4 7 6 5 4 # a r r i e r e  
Oxl3ff 4 2 6 7 3 # haut 
Oxl4ff 4 1 5 6 2 # cote d r o i t  
Oxl5ff 4 O 4 5 1 # bas 
Oxl6ff 4 O 3 7 4 # c o t e  gauche 
Figure 1.21 Fichier de type PLG décrivant un cube 
1.5.7.4 La créations d'objets avec un logiciel écrit en C 
Une autre façon de générer un objet est de développer un logiciel pour créer le fichier. 
Par exemple, le logiciel sphere génère une sphère avec les paramètre donnés. 
Le code source et 
B. La Figure 1 -22 
donnés à 1' annexe 
Figure 1-22 Exemple de sortie du programme sphere 
1.5.7.5 La création d'objets avec des outils de CAO 
Les outils de conception assistée par ordinateur (CAO) permettent de créer des objets 
très complexes. Les logiciels NorthCAD ou AutoCAD peuvent être utilisés pour créer 
des objets. NorthCAD est présenté dans le livre « Playing God » de Bernie Roehl. 
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NorthCAD permet d'exporter des fichiers au format PLG, tandis qu7AutoCAD peut 
générer des fichiers au format DXF, que Mirage peut ike. 
1.6 L'utïbation de figures FIG 
Les figures sont des regroupements d'objets de type PLG reliés en arborescence. Un objet 
peut avoir plusieurs objets-enfants mais un seul objet-parent. Une figure peut ê e  vue 
comme une structure arborescente ou un arbre k-aire (voir Figure 1.23). 
Dans l'exemple suivant, une main virtuelle est construite avec des objets de type PLG des 
fichiers palrn.plg, thumb .plg, t h t i p  .plg ,  fingerl .plg et f inger2 .plg. 
Les objets enfants sont insérés à certaines positions relatives à l'objet parent et avec des 
facteurs d'échelle différents pour créer la main. Les doigts sont tous divisés en deux 
segments ou objets et sont liés à l'objet-parent représentant la paume de la 
dékition de cette main se trouve dans le fichier hand. fig. 
thGb fhgerl hger l  fingerl hge r l  
main. La 
Figure 1.23 Arbre correspondant à la figure représentant une main 
L'utilité principale des figures est que chaque transformation afnne (translation, rotation, 
etc. .) sur un objet parent se répercute sur les objets enfants. Les figures peuvent donc être 
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utilisées pour modéliser des objets artidés tel qu'un bras de robot, une figure humaine 
ou une main comme le montre la figure suivante. 
Figure 1.24 Image de la main virtuelle de Mirage (du fichier hand. f ig) 
- - -- -- - 
comment = A more complex hand smaller v e r s i o n ;  
comment = Crea t ed  b y  Dave Stampe, J u l y  1992; 
comment = P a r t  o f  t h e  REND386 d i s t r i b u t i o n ;  
{ 
name = paim; 
p l g f i l e  = . /palm.plg scale 0.25,0.325,0.25 s h i f t  0 ,0 ,0  s o r t  768; 
pos  = 0,-49,O; 
segnum = 0; 
t 
name = thumb; 
p l g f i l e  = . / thurnb.plg scale 0.25,0.25,0.25 s h i f t  0,0,12 s o r t  768; 
pos = -64,0,-12; 
rot = 0,30,0; 
segnum = 1; 
{ 
p l g f i l e  = . / th t ip .p lg  scale 0.25,0.5,0.25 s h i f t  -25,0,0 sort 768; 
 OS = -40,64,0; 
r o t  = 0,90,0; 
segnum = 2; 
1 
1 
Figure 1.25 Une partie du fichier hand . f ig donnant la main virtuelie 
1.7 Les fichiers WLD 
1.7.1 Création des fichiers WLD 
Les fichiers de type WLD décrivent l'ensemble du monde d e l  avec ses objets, ses 
animations et ses propriétés. Ils sont créés normalement avec des simples éditeurs de 
texte. Ces fichiers font référence à des fichiers de type PLG, et permettent d'insérer des 
objets décrits dans les fichiers de type PLG à une position particulière dans le monde 
virtuel. On peut aussi insérer des figures (fichiers de type FIG) . Finalement, on peut 
spécifier des scénarios d'animation en utilisant les objets ou les figures du monde virtuel 
ahsi crée. Pour l'instant les fichiers de types NFF  et DXF ne peuvent pas être inserés à 
partir des fichiers WLD, mais sont intégrés dynamiquement au monde virtuel à l'aide des 
fonctions du menu décrites précédemment et de la main virtueile. 
1.7.2 Commandes des fichiers 
Les commandes du fichier de type WLD ont été créées pour VR386. Ces commandes ont 
été développées avant Mirage et sont décrites dans plusieurs livres [Stampe 19931. Les 
commandes les plus usuelles sont domees en annexe. La Figure 1.26 donne un exemple 
de fichier de type WLD contenant 3 objets. 
# sphere.  wld - Exemple de niveau  de d e t a i l  
# (Level  O f  Detail example) 
# Christophe Maurel, 23 F e v r i e r  1 9 9 7  
s t a r t  0, 0,6000 0,180,O 1 # Position de d e p a r t ,  o r i e n t a t i o n ,  
# zoom 
#Sphere avec  512 polygones 
o b j e c t  sphere4 1,1,1 O r o ,  0 -3000,0,0 
#Sphere avec 48 polygones 
o b j e c t  sphere2 1,I,1 0,0,0 0, 0,o 
#Sphere avec 8 polygones 
o b j e c t s p h e r e  1,1,1 0,0,0 3000,  O,  O 
Figure 1.26 Fichier ï?LD générant trois sphères 
Les noms sphere4, sphere2 et sphere correspondent à des fichiers de type PLG. 
Les coordonnées qui suivent chaque nom de fichier correspondent respectivement aux 
facteurs d'échelle (en x, y et z), aux angIes de rotation (relatifs aux axes des x, y et z) et à 
la position (x, y et z) a donner à l'objet. Les paramètres de départ de la caméra sont 
donnés après la commande start, soit respectivement sa position, son orientation (relative 
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aux axes des x, y et z) et son facteur d'agrandissement [ z m ] .  Une Liste des commandes 
principales des fichiers WLD est donnée en annexe. 
1-7-3 Conversion des fichiers WLD à VRML 
Les fichiers WLD peuvent être convertis au format VRML (Virtual Reality ModelIing 
Language), un langage mis au point pour décrire des mondes virtuels et à I'aide d'un 
visualisateur approprié, visualiser ces mondes virtuels sur l'internet [Ames 19961. Un 
utilitaire de conversion développé par Bernie Roehl est disponible gratuitement sur 
l'internet à l'université de Waterloo: 
Cet utilitaire est appelé wld2vrml  et fonctionne sous DOS. Ces fichiers d'extension 
WRL peuvent ensuite être visualisés par un logiciel tel que Live3D de Netscape ou Cosmo 
de Silicon Graphies. 
1.8 Ajouter des textures 
Il peut être utile d'appliquer des textures sur certains polygones. Les textures [Bh 
19761 doivent être utilisées judicieusement car elles ralentissent l'aflichage des mondes 
Wtuels [Crow 19841. Dans Mirage, les textures sont contenues dans des fichiers de type 
PCX. Ces images en pixels [bitmqs] peuvent être créées avec un simple logiciel de dessin 
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comme ~aintbrush[! Certains programmes de dessin ou sites internet contiennent des 
textures préfabriquées. 
Figure 1.27 Texture (logo SGI) appliquée sur un polygone de Mirage 
Le fichier textures .map  contient Ia liste des textures disponibles. Ce fichier est 
extensible. 
O rnonalis .pcx 
1 sgilogo .pcx 
2 panther . pcx 
Figure 1.28 Une partie du fichier textures-map 
Le numéro se réfêre à l'index correspondant à la texture. Au lieu d'avoir un code de 
couleur, les polygones texturés ont un index de texture- 
['] Paintbnish est un outil de dessin fourni avec Windows. 
1.9 Résumé 
Dans ce chapitre, nous avons donné l'ensemble des éléments pour décrire un monde 
virtuel et décrit I'interfiice de Mirage. Daas le chapitre suivant, nous expliquons le 
développement d'applications avec Mirage. 
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Chapitre 2. Développer une application avec Mirage 
Dans le chapitre précédent, nous avons décrit l'interface de Mirage et ses caractéristiques 
générales ainsi que la création de mondes virtuels animés au moyen des fichiers de type 
WLD. Dans le présent chapitre, nous expliquons le développement de logiciels en langage 
C à l'aide d'appels à des fonctions des bibliothèques graphiques de Mirage. Cette façon 
de procéder est assez laborieuse mais a l'avantage de donner une plus grande flexibilité. 
Cependant, avant de parler des fonctions de Mirage utiles au développement 
d'applications en réalité virtuelle, nous présentons tout d'abord les principales structures 
de données de Mirage. 
2.1 Représentation interne d'un monde virtuel 
La représentation interne d'un monde virtuel dans Mirage (voir Figure 2.1) peut être 
divisée en deux parties: 
un ensemble de structures de données qui décrivent la partie statique du monde 
virtuel (y compris les objets); 
une bibliothèque de fonctions qui permettent de modifier ces structures de données, 
créant un monde Wtuel dynamique (avec du mouvement et une certaine interactivité). 
Comme les structures de données et la bibliothèque de fonctions sont écrites en langage 
C, le développement d'applications avec Mirage requiert une bonne connaissance de ce 
langage, qui est traité dans de nombreux ouvrages Belley 19901. En particulier, une 
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bonne notion des pointeurs est importante pour utiliser les fonctions d'applications de 
Mirage. Également, une connaissance moyenne de X Wmdows facilite le développement. 
Des notions de base sur X Wmdows sont données dans le prochain chapitre. 
Librairie de GI 
Représentation interne , 
du monde virtuel 
Monde virtuel Monde virtuel 
ctynamique statique 
Représentation visuelle 
du monde virtuel 
Figure 2.1 Représentations interne et visuelle d'un monde virtuel de Mirage 
P~OC~SSUS de 
rendu réaliste 
Comme le montre la Figure 2.1, le passage de la représentation interne à la représentation 
visuelle, soit des structures de données à I'aachage à l'écran du monde virtuel est 
effectuée dans le processus de rendu réaliste [renderng], qui est expliqué dans le chapitre 
suivant. 
2.2 Les structures de données de Mirage 
Les données du monde virtuel sont organisées dans des structures de données en langage 
C. Cette organisation est nécessaire dans tout logiciel d'envergure tel que Mirage. Sa 
principale utilité est de permettre l'acquisition d'une vue globale des données et donc de 
faciliter l'accès et la modification de ces données. Chaque structure de données a un type 
particulier qui englobe des éléments d'information (également appelés champs) reliés au 
même concept. Afin de bien comprendre le développement d'applications avec Mirage, il 
est nécessaire d'expliquer les types des structures de données utilisées par Mirage. 
2.2.1 Les structures de données associées aux objets 
Ces structures décrivent un objet dans Mirage, ou servent à modifier des objets. Les 
reIations entre ces types sont illustrées dans la figure suivante: 
OB JECT c
Figure 2.2 Les types des structures associées aux objets 
Les objets de Mirage sont décrits dans une structure de type OBJECT. Cette structure 
fait référence à une autre structure de type REP (représentation d'un objet), qui fait 
référence elle-même aux structures de type POIX (liste des polygones de l'objet) et 
VERTEX (liste des sommets des polygones). La structure POSE sert principalement 
d'intermédiaire dans la modification des positions et orientations des objets. 
2.2.1.1 Le type POSE 
Il est important de décrire le type POSE, qui sert dans de nombreuses fonctions. Le type 
POSE est défini de la façon suivante: 
typedef s t r u c t  { 
COORD x, y , z ;  / /  no ta t i on  32 .0  
ANGLE rx, ry, rz ; / /  no ta t i on  16.16 
) POSE; 
Les types COORD et ANGLE sont eux-mêmes définis comme étant de type long, soit des 
entien de 32 bits. Le type POSE contient donc trois coordom6es x, y et z qui sont des 
entiers. Mirage utilise des coordonnées entières. Trois angles de rotation rx,  r y  et r z  
sont aussi contenus dans le type POSE. Ces angles sont en notation point fixe 16.16 
c'est-à-dire que les 16 premiers bits de l'entier contiennent la partie entière de l'angle, et 
les 16 derniers bits contiennent la partie fiactionnaaire. Afin de convertir un angle en 
degrés en notation 16-16 interne à Mirage, il sufEit de le multiplier par 2" soit 65536. Il 
est possible d'avoir une perte de précision lors de cette conversion. A l'hverse, pour 
obtenir l'angle en degrés à partir de la valeur 16.16, il faut diviser par 65536. 
Le type POSE peut servir à décrire la position et l'orientation d'un objet ou d'une caméra 
dans Mirage. 
2.2.1.2 Le type OBJECT 
La structure de type O B m C T  est utilisée pour conserver les données des objets de 
Mirage. La définition du type est la suivante: 
typedef s t r u c t  - o b j e c t  
unsigned i n t  of lags ;  /*  a t t r i b u t s  de l ' o b j e t  * /  
s t r u c t  - object *prev; / *  pointeur à Ir élement préc * /  
s t r u c t  ob jec t  *nnext; / *  pointeur à l 'é lément suivant  * /  
void *orner; /*  par  ex., s t r u c t  segment body * /  
REP * r e p l i s t ;  / *  po in t -  l i s t e  de représenta t ions  * /  
REP *current - rep; /* représentation active * /  
long osphx, osphy, osphz; /*  centre sphere ref .  objet * /  
1 - -  L L .  L --L-. r w u y  3plfhr a p u y  a p z l t ,  apuLI /+ L C L L L L C ,  A Q Y U L L  a p u t ~ t  + / 
long minx, miny, rninz, maxx, maxy, maxz; / *  bounding cube*/ 
long update - count; / *  i nc -  s i  ob je t  e s t  déplacé * /  
1 OBJECT; 
Le premier champ of l a g s  contient des informations sur le type et l'état de l'objet. Les 
bits de ce champ indiquent certaines caractéristiques de l'objet (ex: objet séleaionnable 
ou non-sélectionnable). Deux pointeurs de type OBJECT * servent à créer des listes 
doublement chaînées d'objets (voir Figure 2.3). Les Listes doublement chaînées 
permettent d'effectuer des insertions et retraits rapides d'éléments. Eues sont donc 
utilisées pour améliorer la performance. Le pointeur prev indique l'objet précédent dans 
la liste, tandis que l'élément suivant est donné par le champ nnext comme le montre la 
Figure 2.3. 
OBJECT OB3ECT OBJECT 
-- prev 
nnext -- 
Figure 2.3 Une liste doublement chaînée d'objets 
Le champ owner sert à identifier l'objet parent s'il existe et si l'objet fait partie d'une 
figure. 
Deux pointeurs de type REP * sont présents dans la structure OBJECT. Le premier 
pointeur replist  indique le premier élément dans la liste des représentations de l'objet. 
Chaque objet possède donc une Liste de représentations (voir Figure 2.4). 
OBJECT 
m REP REP REP 




Figure 2.4 Un objet avec trois représentations 
Souvent cette liste ne contient qu'un seul élément (représentation unique, voir Figure 
2.5). Le pointeur current rep donne la représentation active, soit ceiie qui sera 
présentée à l'écran 
Figure 2.5 Un objet typique avec une seule représentation 
VERTEX 
Chaque objet possède une sphère endobante qui est la sphère de rayon minimal englobant 
l'objet au complet. Cette sphère sert a détecter les collisions entre les objets (ex: une main 
virtuelle). Les champs osphx, osphy  et osphz sont les coordonnées du centre de la 
sphère dans le référentiel de l'objet. Les champs sphx, sphy, sphz et s p h r  sont les 
coordonnées et rayon de la sphère dans le référentiel global. 
Le dernier champ update - count sert dans les animattions. Cette variable est 
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2.2.1.3 Le type REP 
Le type REP est utilisé pour décrire les objets de Mirage. Chaque représentation possède 
un champ size, qui est la dimension minimale en pixels de l'objet pour que cette 
représentation soit choisie. 
typedef struct rep f / *  une representation d'objet * /  
int size; /*  ç i  1' object est + grand, utiliser rep * /  
int nverts, npolys; / *  nb de sommets, nb de polys * /  
VERTEX *verts ; /*  tableau des sommets * /  
POLY *polys ; /* tableau des polygones * /  
struct rep *next; / *  pointeur a prochaine rep * /  
long update - count; / *  inc. avec chaque déplacement */  
unsigned flags ; 
} REP; 
Les champs nverts et npolys correspondent respectivement aux nombres de 
sommets et de polygones dans la représentation. Le champ verts pointe au tableau des 
sommets de l'objet. Les sommets sont utilisés pour créer les polygones. Le tableau 
contient la liste des coordonnées de ces sommets. Le champ polys pointe au tableau 
des polygones de l'objet. Ce tableau contient des éléments de type POLY. Chaque 
polygone est spédlé par une liste d'index correspondant à des sommets dans le tableau 
des sommets. 
L'élément suivant dans la liste de représentations est donné par le champ next. Le 
champ updat e - count est incrémenté et testé lors des animations et le champ f 1 ags 
indique l'état de l'objet. 
2.2.1.4 Le type VERTEX 
Ce type sert à stocker les sommets d'un polygone. Les coordonnées d'un sommet sont 
spécifiées dans deux référentiels: Ie référentiel de l'objet (ox, oy, oz) et le référentiel 
global (x, y, 2). Les autres champs sont internes et ne devraient pas être modifiés car ils 
sont recalcuIés à chaque mise à jour de l'écran, Par exemple, le champ cz contient la 
coordonnée z convertie ou profondeur du sommet par rapport au point de vue, et est 
utilisé pour l'élimination des faces arrières. 
typedef struct { 
long ox, oy, oz; / *  coordonnées de l'objet * /  
long x, y ,  2; / *  coordonnées globales * /  




'new - copy; /*  non-nul1 
char z transformed; /* 






Le type POLY contient la description d'un polygone. La définition est la suivante: 
typedef struct { 
unsigned color; / *  couleur (non-utilisée) * /  
VERTEX **points; / *  tableau de pointeurs aux vertex * /  
int npoints; / *  nombre d' entrées dans points [ ] * /  
long onormalx, onormaly, onormalz; / *  vecteur normal * /  
long normalx, normaly, normalz; / *  vecteur normal glob. * /  
struct - ob jec t  "abject; 
) POLY; 
A chaque polygone est associé une couleur (champ color). Le pointeur **points 
donne l'adresse d'un tableau de pointeurs aux sommets du polygone. Le nombre de 
points du polygone est donné par le champ npoints. Le vecteur normal unitaire du 
polygone est donné dans deux référentiels: le référentiel de 1 ' objet (on0 rmalx , 
onormaly, onormalz) et le référentiel global (normalx, normal y, normal 2). 
Le vecteur normal est utilise pour les calculs de visibilité et de teinte du polygone. 
Finalement, le champ ob j ect donne l'adresse de l'objet auquel appartient le polygone. 
2.2.2 Les structures de données associées à la visualisation du monde 
virtuel 
La vue de l'usager du monde virtuel dépend principalement d'une structure de type 
VIEW. Cette vue est modifiée par l'intermédiaire des structures TELEPORT et 
CAMERA. Le type POSE, décrit dans la section précédente, sert également dans la 
modification des structures de types TELEPORT et CAMERA 
TELEPORT 
Figure 2.6 Les types des structures associées à la visualisation du monde virtuel 
2.2.2.1 Le type WEW 
Le type VIEW contient de nombreux champs associés au point de vue. La définition est la 
suivante: 
typedef struct ( 
long zoom; / *  <16.16> l/tan(H FOV/2) 0.5 a 1 6  * /  
/ *  DONNEES VUE * /  
long left,right; / *  <25.0> plans découpage */  
long top, bottom; 
long hither, yon; / *  <25.0> découpage proche, loin * /  
long aspect; / *  <16.16> facteur x:y (rnag. Y) * /  
/ *  CONTROLE DU RENDU * /  
unsigned flags; / *  16 bits de flags * /  
/ *  DONNEES DE RENDU ADVANCEES * /  
long x offset, y offset; / *  déplacement du centre * /  
unsignëd orientation; / *  pour image miroir * /  
MATRIX eye xform; 
/ *  DONNEES INTERNES * / 
long hsw, hsh; 
long hsc, vsc; 
long scx, scy; 
long sx, sy; 
int xshift, yshift; 
long left C, left M; 
long right C, right - M; 
long top C, top M; 
long botCr  bot^; - 
} VIEW; 
/ *  moitiés de width, height 
/ *  centre de l'image (offset) 
/ *  coefficients clipping spher.*/ 
La grande majorité des champs de ce type sont internes et n'ont pas à être modifiés. Ces 
champs contiennent des informations relatives à la dimension de la fenêtre X Wmdows, 
aux pians de découpage [clipping], et au point de vue de la caméra donnant la vue sur le 
monde virtuel. Il existe de nombreuses fonctions de la bibliothèque qui modifient ces 
champs. 
2.2.2.2 Le type CAMERA 
Le type CAMERA est défini de la manière suivante: 
typedef s t r u c t  { 
VIEW *mono; / /  vue centrale/mono 
VIEW * l e f t ;  / /  vue o e i l  gauche 
VIEW *r igh t ;  / /  vue o e i l  d r o i t  
BOOL i s  s t e reo ;  / /  vue s t é reo  ? 
STEREO %tereo;  / /  s e r t  pour c r é e r  vues s t e reo  
SEGMENT *seg; / /  segment pour déplacer caméra 
) CAMERA; 
Le type CAMERA contient un pointeur mono de type VIEW * servant pour la vue 
monoscopique. Les champs suivants f l e f t ,  * r ight ,  is  - s t e reo  et *s te reo  
servent à la vue stéréoscopique, qui n'est pas implantée dans Mirage. Le dernier champ 
* s eg sert a rattacher la caméra à un objet. 
Notons que la variable globale current - camera est presque toujours donnée en 
argument aux fonctions associées aux caméras. 
2.2.2.3 Le type TELEPORT 
Le type TELEPORT est égaiement utilisé dans Mirage. Ce type est des de la façon 
suivante: 
typedef struct { 
POSE cursent pose; 
OBJECT *vehizle; 
char * vehicle - name; 
W O K D  *world; 
) TELEPORT; 
Le type TELEPORT sert généralement pour se déplacer d'un point à un autre. Un point 
de téléportation est similaire à une position de caméra mais contient des champs 
supplémentaires. Le champ current  - pose contient la position de la caméra et son 
orientation spatiale. Le champ *vehicle permet d'attacher un point de téléportation à 
un objet qui se déplace. Finalement, le champ * wor ld permettrait de se téléporter entre 
des mondes virtuels différents mais cette capacité n'existe pas dans Mirage. Ce champ 
n'est donc pas utilisé, comme les champs associés à la vue stéréoscopique du type 
CAMERA. 
2.3 La bibliothèque de fonctions de Mirage 
Un principe de « bonne » programmation est que les champs des structures de données ne 
devraient pas eue modifiés directement. II est préférable d'utiliser des fonctions existantes 
ou de créer ses propres fonctions qui modifient les champs. Cette pratique fat partie des 
méthodes de la programmation orientée-objet. 
Les fonctions énumérées ne font pas partie d'une liste exhaustive. Nous présentons 
uniquement les fonctions les plus utiles. Les fonctions sont données avec leurs prototypes 
accompagnés d'une brève description 
2.3.1 Les fonctions associées aux objets 
Ces fonctions ont souvent au moins un argument de type OBJEC'ï! * soit un pointeur a 
une variable de type OBJECT. Ce pointeur permet de modifier la structure interne des 
objets. Ces fonctions servent donc à créer, déplacer les objets, à modifier ou récupérer 
leurs attributs. Les paramètres et les valeurs de retour des fonctions sont détaillées à 
l'annexe C. 
void add - object - to - world(0BJECT *obj) 
Comme son nom l'indique, cette fonction rajoute un objet au monde virtuel. Même si un 
objet est chargé avec la fonction load p l g  ob j ect, il n'apparaît dans le monde que 
si les fonctions updat e - ob j ect et add - 0% j ect - t o  - world sont appelées. 
void attach - object(0BJECT *obj, OBJECT *to, BOOL preserve) 
Cette fonction attache l'objet donné par *ob j à un autre objet donné par * to. Cet objet 
* t o  devient parent de l'autre. 
void compute - ob j ect (OBJECT *) 
Les paramètres de l'objet sont mis à jour. 
void detach - ob ject (OBJECT *ob j , BOOL preserve) 
L'objet donné est détaché de son parent, s'il existe. Si l'objet n'a aucun parent, la 
fonction n'a aucun effet 
void do - for - al1 - objects (void (*fn) (OBJECT *) ) 
La fonction fn est appelée pour tous les objets contenus dans le monde virtuel. 
void do - for - al1 - selected (void (*fn) (OBJECT *) ) 
La fonction f n est appelée pour tous les objets sélectionnés. 
OBJECT *find - object - on - screen (WORD x ,  WORD y )  
Cette fonction est utile pour trouver quel objet a été sélectionné avec la souris. Elie 
recherche un objet aux coordonnées x , y de la fenêtre de Mirage. 
long get - object - bounds(0BJECT *obj, long * x ,  long *y, long 
"2) 
A h  de faire des tests de collision entre objets, on peut utiliser la sphère englobante de 
l'objet. Cette fonction retourne le rayon et les coordonnées du centre de la sphère via les 
pointeurs x, y et 2. 
void get - obj - info(0BJECT *obj, i n t  *nv, i n t  *np) 
void get - object - pose(OBJECT* obj, POSE *p) 
Ceîîe fonction est utile pour obtenir la position et les angles de rotation d'un objet dans le 
référentiel de 1' objet. 
void get - ob ject - world - pose (OBJECT *ob j , POSE *p) 
Cette fonction place dans une variable de type POSE la position et les angles de rotation 
d'un objet dans le référentiel global. 
void get object - world - position(0BJECT *obj, long * x ,  long 
*y, long-*z) 
Cette fonction place dans les variables x, y et z la position de l'objet spécifiée dans le 
référentiel global. 
void highlight - ob ject (OBJECT *ob j ) 
L'objet donné en argument est mis en évidence en traçant en blanc les bordures de ses 
polygones pour montrer qu'il est sélectionné. 
BOOL is-ob j ect - selectable (OBJECT *ob j ) 
La fonction retourne une valeur 1 si I'objet peut être sélectionné. Un objet représentant 
un curseur 3D est un exemple d'objet qui ne devrait pas être sélectionné. 
BûûL is-ob j ect - selected (OBJECT *ob j ) 
La fonction retourne 1 si l'objet a été sélectionné, sinon O. 
OBJECT +load plg object (FILE *in, POSE *p, float sx, float 
sy, float sz, WO= d e p t h )  
Cette fonction charge un objet de type PLG à partir d'un fichier. Le fichier doit être 
préaIablement ouvert avec la fonction fopen ( )  en mode lecture. La position et 
l'orientation sont données par le paramétre p. Les valeurs sx ,s  y et s z sont les facteurs 
d'échelle. 
OBJECT *load - n f f  - o b j e c t ( F 1 L E  *in, POSE *p, float sx, float 
=luat az, "A"" a.-'" 
nuru, a e p u r j  
La fonction charge un objet de type NFF. Voir la fonction précédente pour plus 
d'informations. 
void remove - object - f r o m  - w o r l d ( 0 B J E C T  *obj) 
Cette fonction retire un objet du monde virtuel. L'objet n'est pas effacé de la mémoire. Il 
peut donc être rappelé ultérieurement avec add - ob j ec t - t o  - wo r ld. 
void Save - plg (OBJECT *ob j , FILE *out, BOOL w o r l d )  
Cette fonction sauvegarde un objet dans un fichier PLG. Le fichier doit être préalablement 
ouvert avec la fonction f open ( ) en mode écriture. Les coordonnées seront soit dans le 
référentiel de l'objet, soit dans le référentiel global selon l'argument world. 
void select - next  - r e p r e s e n t a t i o n ( 0 B J E C T  *obj) 
La représentation suivante de l'objet est activée. Si la représentation active est la 
dernière, la première représentation est choisie. 
void set - object~ose(0BJECT *obj, POSE *p) 
Cette fonction spécifie la position et l'orientation d'un objet dans le référentiel de l'objet. 
Pour que les changements soient visibles, on doit appeler la fonction update - ob j ect. 
void set - ob ject - world - pose (OBJECT *obj , POSE *p) 
Identique à la fonction précédente, sauf que le référentiel global est utilisé. 
void unhighlight - ob ject (OBJECT *ob j ) 
Cette fonction désélectionne un objet. Les bordures des polygones de l'objet ne seront 
plus tracées en blanc. 
void update - ob j ect (OBJECT +ob j ) 
Cette fonction fait la mise à jour de l'objet. Elle est généralement appelée après une 
fonctiondutype set - object - pose. 
2.3.2 Exemples d'utilisation de la bibliothèque 
2.3.2.1 Chargement d'objets contenus dans un fichier PM; 
Dans le module init . C, Mirage vérifie si un fichier de type PLG a été spécifié en 
argument au lancement. Si c'est le cas, le fichier est ouvert avec la fonction f open ( ) . 
L'objet est ensuite chargé à la position 0,0,0 avec des angles de rotation de 0,0,0 
(ZERO - POSE). Les facteurs d'échelle en x, y, z à appliquer à l'objet sont de 1,l.l. Un 
fichier de type PLG peut contenir plusieurs objets. La fonction 1 O ad - p 1 g-O b j ec t est 
donc appelée tant que tous les objets n'ont pas été lus (voir Figure 2.7). 
OBJECT * ob j ; 
POSE p = ZERO-POSE; 
while ((obj = loadglg-object(in, &p, 1, 1, 1, 0)) != WLL) 
1 
L 
if (make fixed object moveable (obj ,NULL) = NULL) 
errprFntf("Farning:' out of rnemory while loading an object\nW); 
else 
{ 
set-object-pose (ob j , &pl ; 
updateob j ect (ob j ; 
add-ob j ect - to - world (ob j ) ; 
Figure 2.7 Chargement d'un objet PLG 
2.3.2.2 Sélection d'un objet à l'écran 
Dans cet exemple tiré du fichier %nouse. C, l'usager a désigné avec la souris l'intérieur 
de la fenêtre de Mirage. On vérifie si un objet se trouve à l'endroit désigné et on met en 
évidence l'objet avec la fonction h igh l igh t  - ob j e c t  ou s'il est déjà sélectionné on 
enlève cette mise en évidence. La fonction reçoit une variable de type Xevent 
( r epor t )  qui contient les coordonnées du curseur dans les champs 
repor t .  xbutton. x et r e p o r t .  xbutton. y. Voir la Figure 2.8. 
obj = find - object - on-screen( report.xbutton.x, report-xbutton-y); 
if (obj && is object selectable(obj)) // a-t-on trouvé un objet 
selectionnable 3 cet endroit ? 
if(isobject - selected(obj1) / /  l'objet est-il déjà 
/ /  sélectionné ? 
unhighlight-ob j ect (ob j ) ; 
else 
highlight-object(obj1; // mettre en évidence l'objet 
world - changed++; / /  s'assurer que l'image sera rafraichie 
1 
else 
popmsg ("Not on (selectable) ob ject") ; / /  Afficher qur aucun 
//objet n'a été trouvé 
Figure 2.8 Sélection d'un objet à l'écran 
2.3.2.3 Développement d'une application 
Les scénarios d'animations contenus dans les fichiers de type WLD sont traités en deux 
étapes: 
initialisation : chargement des objets et lecture des scénarios d'animation (fonction 
read - cfg ( )  ); 
mise à jour continuelle du monde virtuel en prenant en compte les scénarios 
d'animation (fonctions run - tas ks ( ) et do - animations ( ) ). 
Le même concept peut être repris pour développer des scénarios d'animation directement 
en langage C: 
initialisation: chargement des objets (fonction mirage - init ( ) ); 
mises à jour du monde virtuel selon les scénarios d'animation (fonction 
mirage - update ( )  ). 
Deux fonctions, mirage - i n i  t ( ) et mirage - updat e ( ) , font partie du fichier 
m i  r a g e  . C (voir Figure 2.10) et sont initialement vides. La fonction m i  rage - ini t ( ) 
est appelée une seule fois au démarrage de I'application. La fonction 
mirage - upda te  ( ) est appelée à chaque itération dans la boucle principale de Mirage. 
Cette boucle est illustrée au chapitre suivant. 
Voici donc un exemple d'animation Dans mirage - ini t ( ) , un cube est d'abord 
chargé à partir d'un fichier de type PLG et placé dans le monde virtuel. Dans la fonction 
mirage - upda te  ( ) , on applique plusieurs rotations au cube afin de donner au cube un 
mouvement pseudo-aléatoire. On obtient alors une animation d'un cube tournant illustré 
dans la Figure 2.9. La même animation peut être effectuée par un fichier de type WLD 
(voir annexe E). 
Figure 2.9 Vue de l'animation d'un cube tournant 
Après chaque modincation dans le fichier mirage. C (ou tout autre fichier C), on doit 
recompiler Mirage avec la commande make. On obtient alors un nouvel exécutable 
mirage. 
/ /  mirage.C 
// Christophe Maure1 
/ /  16 Décembre 1996 
#inchde <stdio.h> 
#inchde "vr-api.hW / /  contient les prototypes des fonctions de Mirage 
OBJECT *cube; / /  pointeur a l'objet cube 
// Position et orientation du cube 
/ /  x f y r z  = 0,50,0; rx,ry,rz = 0,0,0 
POSE pose-cube = { 0,50,0, 0,0,0 1; 
void mirage-init ( ) 
{ 
char nomfichier[20] = "plg/block.plg"; 
FILE *fichier; 
/ /  charger le cube 
if ( ( fichier = fopen (nomfichier, "r") ) = NULL) 
{ 
printf("Erreur de lecture du fichier Ys\n\n",nomfichier); 
exit (1) ; 
1 
cube = load~lg - object (fichier, &pose-cube, 10,10, 10' O) ; 
if (cube) 
I 
if (rnake-f ixed-ob j ect-rnoveable ( cube, NULL) ! = NULL) 
{ 
set~object~pose(cube,&pose~cube~; / /  positionne le cube 
update ob j ect ( cube) ; // mise a jour de 1' objet 





printf("Erreur en chargeant le cube\n\nm); 
exit (1) ; 
1 
1 
/ /  Appliquer des rotations du cube par rapport aux axes x,y et z 
void mirage-update ( ) 
r 
extern int world-changed; 
get-object_pose(cuber&pose cube); / /  lire la pose du cube 
pose-cube. rx += 4 * 65536~7 
posecube-ry += 10 * 65536L; / /  rotation par boucle: 4,10 5 d. 
pose-cube.rz += 5 * 65536L; / /  mouvement pseudo-aléatoire 
set object~pose(cube,&poseecube); / /  modifier la pose du cube 
update-ob j ect (cube) ; //  mise à jour de l'objet 
wo rld-changed++ ; / /  on fera la mise 2 jour de la fenêtre 
1 
Figure 2.10 Listage du fichier mirage.C contenant une animation de cube tournant 
Malheureusement il est ficile de combiner le développement d'animations en C et des 
mondes virtuels décrits en formai WLD car les structures de domees des fichiers de type 
WLD sont difficilement accessibles via le langage C. Il est donc recommandé d'utiliser une 
approche ou l'autre. Les avantages et inconvénients de chaque méthode sont donnés dans 
les tableaux suivants: 
Tableau 2.1 Avantages et inconvénients des scripts WLD 
programmation aisée; 
I possibilité de convertir au format 
VRML (mais sans les animations). 
fnconvéni ents 
Limité par les fonctions WLD ; 
difEculté de porter les animations à un 
autre logiciel RV; 
interactivité limitée avec l'usager; 
contrôle Mté de la simulation. 
Tableau 2.2 Avantages et inconvénients du développement en langage C 
en introduisant de nouvelles fonctions, les 
possibilités sont presque illimitées; 
possibilité de porter les animations à un 
autre logiciel RV; 
grande interactivité possible avec 
i'utilisateur, 
la simulation peut être bien contrôlée par le 
programme ou même à distance par 
l'utilisation de sockets de TCP/IP [Ahuja, 
Clouâtre 19961. 
programmation plus complexe; 
difficile de convertir au forma 
VRML. 
2.3.3 Les fonctions associées aux caméras et téléportations 
Ces fonctions permettent de modifier la vue du monde virtuel, soit par les caméras ou les 
téléportations. Les modifications pouvant être effectuées sont entre autres des 
changements de la position de la caméra et des effets de loupe. 
compute - camera - factors (CAMERA *c)  
Cette fonction fait la mise à jour des paramètres associés aux caméras. EUe doit être 
appelée après set - camera - window par exemple. 
TELEPORT *create - teleport ( ) 
La fonction doue  un espace mémoire pour une variable de type TELEPORT et 
l'initialise. 
void delete - teleport (TELEPORT *) 
Cette fonction Libère la mémoire occupée par une variable de type TELEPORT. Elle est 
utile uniquement si la variable a été douée de façon dynamique. 
void get camera worldpose (CAMERA *c, POSE *p) - - 
Cette fonction récupère la position d'une caméra dans le référentiel global ainsi que ses 
& fGîàiioB. 
SCALE get - camera zoom(CAMERA *cl - 
Cette fonction récupère la valeur de l'effet de loupe de la caméra donnée. 
void set camera hither (CAMERA *cf  COORD h) - - 
Cette fonction spécifie la distance par rapport au plan avant du parallélépipède de vision. 
Les objets à l'avant du plan avant ne seront pas afnchés. Le découpage [clippngIy qui fait 
partie du processus de rendu réaliste [re~~dering]~ est expliqué au chapitre 3. 
void set camera w i n d o w  (CAMERA *cf  WORD 1, WORD t WORD r f  - - 
WORD b) 
Cette fonction crée une fenêtre de visualisation à l'intérieur de la clôture de Mirage 
(viewport) . 
void set - camera yon (CAMERA *c, COORD y )  - 
Cette fonction ajuste la distance du plan arrière du parallélépipède de vision. Les objets à 
l'arrière du plan arrière ne sont pas aflichés. Le découpage [cl@ping], qui fait partie du 
processus de rendu réaliste [rendering], est expliqué au chapitre 3. 
void set - camera - zoom (CAMERA *c, SCALE zoom) 
Cette fonction modifie l'effet de loupe de la caméra donnée. Par défaut cette valeur est de 
1. 
void teleport - s e t  - here (TELEPORT *t, POSE *p) 
Cette fonction sauvegarde un point de téléportation Pour sauvegarder la position 
actuelle, on donne la variable current - pose en argument. 
void teleport - set - vehicle (TELEPORT *t , OBJECT *vehicle, 
char *vname) 
Le point de téléportation est attaché à un objet véhicule. Si l'objet se déplace, le point de 
téleportation suivra. 
void teleport - to (TELEPORT *t) 
Cette fonction teieporte i'usager au point de teieportation do&. 
2.4 La compilation, l'optimisation et le déboguage 
Tout programme UNM comportant de nombreux fichiers C ou C++ nécessite forcément 
un fichier make file, soit un fichier donnant la liste des fichiers contenant le code 
source, ainsi que les instructions et options de compilation. Le m a  ke f i l e  de Mirage, 
ainsi que l'optimisation et le déboguage d'un programme UNIX tel que Mirage sont 
montres en annexe F. 
2.5 Résumé 
Nous avons vu dans ce chapitre le développement de logiciel avec Mirage soit les 
structures de données et la bibliothèque de fonctions disponibles pour le développeur. 
Dans le prochain chapitre, nous présentons une description détaillée de Mirage. 
Chapitre 3. Description détaillée de Mirage 
Dans le chapitre précédent, il était question de développement de logiciel avec Mirage. 
Dans le présent chapitre, la structure interne de Mirage est décrite en détail. 
3.1 La structure de Mirage 
La structure globde de Mirage est représentée dans le diagramme de la Figure 3.1. 
monde virtuel i 
Représentation . 
interne du 
monde virtuel : 
Transformation Représentation 
des structures i visuelle du 
de données : monde vutuel 
Figure 3.1 Structure globale de Mirage 
Les modules développés dans le cadre de ce projet sont encadrés en pointillé et sont 
traités dans ce chapitre: 
le processus de rendu réaliste [rendering]; 
9 la bibliothèque X Wmdows, utilisée pour I'atfichage visuel et la gestion du clavier et 
de la souris; 
l'interface usager T c m  qui reproduit toutes les fonctions de l'interface usager 
La structure de Mirage est constituée en résumé d'une boucle continue, qui gère les 
divers événements provenant du clavier et de la souris, et qui régénère une vue du monde 
virtuel en fonction de ces événements et des diverses animations programmées. La 
structure du module principal est la suivante: 
void main (int argc, char *argv [ 1 )  
{ 
Initialisations(argc,argv); / /  Initialise 
MainLoop ( ) ; / /  Boucle de Mirage 
1 
Figure 3.2 Fonction main ( ) de Mirage tirée de Xmain . C 
Mirage effectue donc diverses initialisations (ouverture d'une fenêtre X, chargement 
optionnel d'un fichier WLD, lecture des menus Tk, etc ...) et entre dans une boucle 
continue. Cette boucle est interrompue uniquement à la sortie du programme. Le fichier 
Xmain. C est donné en entier en annexe G- 
Vue sous forme différente, la structure de Mirage est illustrée par le diagramme de la 
Figure 3 -3. 
do animations ( 1 1. Recalculer Ia position des objets 
ru;-tasks ( et le point de vue. l'animation 




ref resh-display ( ) 
- 
Figure 3.3 Organigramme global de Mirage 
3.2 Le processus de rendu réaliste [rendering] 
Ann de visualiser le monde virtuel, plusieurs étapes sont nécessaires avant d'ficher les 
objets 3D à l'écran de façon optimale 
I ÉLimhation des faces arrières 
1 Projectionenperspective 1 
I 1 r-ouiput i j des polygones 
1 rUncbage des 1 user-rendergol y ( I 
a l'ecran 
l Découpage en x et y des polygones 
Figure 3.4 Étapes dans I'aftichage des polygones (fonction subrender ( ) ) 
XY-clip ( ) 
Comme ce processus est très classique et donc traité dans plusieurs oumges m a n  
19921, on présente les étapes sous forme résumée. 
3.2.1 Distances de découpage [clipping Iiither etyon] 
Les plans avant et arrière ainsi que la fenêtre de visualisation [hifher et yon] définissent 
un parallélépipède de vision pour les objets. Les objets sont visibles s'ils sont à l'intérieur 
du parallélépipède de vision, et invisibles dans le cas contraire. Une prédéformation des 
coordonnées transforme la pyramide tronquée de la Figure 3 -5 en un parallélépipède. 
Cette étape élimuie beaucoup d'objets, qui ne seront pas transférés aux étapes 







Figure 3.5 Parallélépipède de vision 
3.2.2 Élimination des faces arrières [backface culling] 
Les polygones dans Mirage ne sont visibles que d'un seul côté. Les polygones qui ne font 
pas face à la caméra ne sont donc pas considérés lors de PafEchage. L'élimination se fait 
par un test de la n o d e  du polygone. Si la normale ne fait pas face à la caméra, le 
polygone est rejeté. 
L'ordre des points lors de la définition du polygone est donc important car il détermine 







Figure 3.6 Test de la nomaie des polygones 
3.2.3 Découpage des polygones en x et y 
Une fois que les coordonnees des polygones ont été calculées, les polygones qui ne sont 
pas entièrement compris dans le parallélépipède de vision doivent être découpés (ou 
détourés) avant d'être affichés à l'écran. Les segments coupant un des plans du 
parallélépipède de vision sont interceptés avec celui-ci pour créer un nouveau sommet du 
polygone. La coordonnée Z de ce point est également calculée, puis les polygones sont 
ordonnés suivant leur profondeur. L'algorithme de Sutherland-Hodgman [Sutherland, 
Hodgman, 19741 est utilisé pour cette tâche. Le découpage est implanté de manière 
récursive. Le polygone est testé avec un wté du rectangle et découpé si nécessaire, puis 





Figure 3.7 Découpage en x et y des polygones 
3.2.4 Calcul des intensités de lumière réfléchies [slzadingj 
Pour les polygones possédant une couleur prédéfinie, aucun calcul n'est nécessaire. 
Certains polygones ont une couleur qui varie selon l'orientation de la normale du 
polygone et la position ou direction des sources de lumière. Pour ces polygones, 16 
intensités sont possibles. Mirage utilise le modèle de Lambert. Chaque polygone est 
colorié avec une intensité constante. L'intensité dépend alors du produit scalaire du 
vecteur normal du polygone et du vecteur donnant la direction de la lumière: 
où k, est la réflectiviîé du matériau, I, est la fkaction de lumière absorbée par la surface, 
et 1, est l'intensité de la source ponctuelie. De plus on a: cos0 = ( N a  L )  ou N est la 
normale à la d a c e  et L est le vecteur de lumière illustré dans la figure suivante: 
Figure 3.8 Calcul de réflexion diffuse d'un matériau 
Dans Mirage, aucun facteur d'atténuation de la lumière en fonction de la distance n'est 
utilisé, 
3.2.5 Algorithme du peintre 
Le noyau du processus de rendu réaliste [rendering] est I'algorithme du peintre. D'abord 
la profondeur en Z de chaque polygone est calculée, puis les polygones sont ordonnés 
dans le sens décroissant de profondeur. Les polygones sont donc afEchés par ordre de 
profondeur décroissant. Les polygones les plus éloignés sont tracés en premier. Suivant le 
nombre de polygones à ordonner, il est préférable d'utiliser un algorithme de tri rapide 
[quzcksorf] pou. un grand nombre de polygones ou un algorithme de tri par insertion 
pour un nombre réduit de polygones. L'algorithme utilisé par Mirage ne tient pas compte 
des recouvrements de polygones et génère donc parfois des anomalies dans les priorités 
attribuées aux polygones (apparition de polygones cachés). 
3.2.6 Texture 
La texture ne fait pas partie de VR386, mais a été rajoutée dans Mirage. Une texture est 
une image de trame [bimtap] qui est collée sur un polygone. L'image est généralement 
stockée sur disque dur sous la forme d'un fichier de type PCX. L'utilisation de textures 
résulte en un modèle plus réaliste du monde réel. Le désavantage de son utilisation est la 
diminution de la performance due à la lenteur de construire à l'écran un polygone texturé 
par rapport a un polygone d'une couleur unique. 
3.2.7 Palette de couleurs de Mirage 
Mirage a une palette de 256 couleurs. Celle-ci est prévue au départ pour les cartes 
graphiques standard sur les postes de travail Sun et ordinateurs personnels fonctionnant 
sur Linux. Les seize premières couleurs contiennent les seize couleurs de base standard 
sur un PC. Le reste des couleurs est utilisé pour la répartition de la lumière [shodng]. 
L'intensité dépendra de la position ou direction de la lumière et de l'orientation du 
polygone. 
3.3 Les fonctions X Windows de Mirage 
Les routines graphiques de Mirage se basent sur les fonctions graphiques X Wmdows. 
Les fonctions de cette bibliothèque Xlib envoient des requêtes au serveur X Becanati 
19931. Il est donc important d'expliquer cette partie de Mirage. 
3.3.1 Les événements dans X Windows 
Le système X Wmdows fonctionne par événements. La structure d'un logiciel développé 
avec X Wmdows est généralement une boucle continue, qui traite des événements venant 
du clavier ou de la souris. La structure de Mirage est de cette forme. La Liste des 
Expose 
Buttonpress 
Appui d'une touche au 
clavier 
La fenêtre est mise a 
découvert 
Appui d'un bouton de 
la souris 
Un bouton de la souris 
est relâché 
Déplacement de la 
souris 
Dimension de fenêtre 
changée 
Curseur entre dans la 
fenêtre 
Action 
Appel des menus suivant la touche 
Mise à jour de la fenêtre 
Déplacement ou sélection d'un objet 
Arrêt du déplacement du point de vue 
Déplacement si un des boutons enfoncé 
Mise à jour de la fenêtre 
Changement de la palette de couleur 
3.3.2 La gestion des événements X Windows 
Les événements X Wmdows sont gérés par des fonctions gestionnaires [appelées 
hmrriers]. A chaque événement correspond une fonction gérant l'événement. Par 
exemple, la fonction T r e a  tKe yPres s Event traite i'événement K e  yPre s S.  
3.3.3 Les principales fonctions X Windows de Mirage 
Mirage utilise les fonctions X Wmdows afin d'&cher des polygones et du texte dans sa 
fenêtre. 
3.3.4 L'utilisation de pixmaps 
L'animation dans VR386 utilisait 3 pages graphiques de la carte VGA. La technique de 
triple-tamponnage [niple-buffering] est utilisée pour créer des animations fluides à 
i'écran. Le dessin de polygones ou de texte se fait sur une page graphique qui n'est pas 
afnchée à l'écran. Une fois le processus de dessin terminé, la page est affichée a l'écran. 
Ces pages sont stockées dans la mémoire de trame de la carte vidéo. 
Dans X Wmdows, les pages graphiques sont remplacées par des pages vimielles appelées 
p m s  ou pseudo mémoire de trame. Les graphiques ne sont pas afiïchés directement 
dans la fenêtre, mais sont écrits dans une page virtuelle. Une fois que l'image est 
complétée, elie est recopiée à l'écran. Lors d'une occultation partielle ou complète de la 
fenêtre, une partie du contenu de la fenêtre est perdue. Le ra.€raîchissement de la fenêtre 
est effixtué simplement en recopiant le contenu de la page virtuelle dans la fenêtre. Les 
pixiwaps sont définis ainsi: 
Pixmap pixmap[3] ; 
Les pixmaps ont la même dimension que la fenêtre de Mirage. Lorsque la fenêtre est 
redimensionnée, les p h m p s  doivent 1' &re également. 
Pimaps de Mirage Fenêtre de Mirage 
Figure 3.9 Troispixmaps et la fenêtre principale de Mirage 
3.4 L'interface TcyTk 
3.4.1 Le langage Tc1 et la bibliothèque Tk 
Tc1 (prononcé « tickle ») est un langage interprété développé par John K. Ousterhout, 
professeur du département de génie électrique et informatique de l'Université de Berkeley 
en Californie [Ousterhout 19941. Ce langage est développé entièrement en langage C. Tk 
est une bibliothèque de fonctions de haut niveau servant à créer des interfaces usager 
sous X Wmdows, et a été développée à partir de la bibliothèque Tcl. 
TcVTk est d'utilisation facile et très puissant. Le code source et les bibliothèques sont 
: :  A - . &  CC..- I':.l,-n& .... CI+.. - 7 . 4 .  r ( rr  Cl... r ..lm.-- 
Ul3pVlllUlG3 ~ Q L U l L G l l l G I i L  3Ul 1 U l L G l L l G L  QU S l L G  WGU UG 3 U l l  L U V 3 .  
En utilisant Tk, le développement d'interfaces pour l'environnement X Wmdows est 
facilité. Les bibliothèques Tc1 et Tk peuvent être combinées à un logiciel écrit en langage 
C pour y rajouter une interface graphique conviviale. En raison de conflits dans la gestion 
d'événements X Wmdows, il est beaucoup plus simple de créer une fenêtre séparée pour 
les menus construits à l'aide de TcYTk, au Lieu d'utiliser une fenêtre partagée. Les menus 
de la fenêtre TcVTk contrôleront notre application graphique développée en langage C ou 
C++ dans la fenêtre principale. Mirage utilise les versions suivantes: Tc1 7.6 et Tk 4.2. 
3.4.2 L'interface entre TcUTk et une application développée en langage 
C 
Le language TcVTk est un langage interprété durant l'exécution du logiciel &ge. 
Mirage contient donc un interpréteur TcVTk intégré. Comme TcVTk utilise ses propres 
variables, une communication entre l'interpréteur Tcl/Tk et le logiciel écrit en langage C 
est nécessaire. Les détails de cette communication sont donnés ici a h  que le développeur 
puisse rajouter d'autres fonctionnalités aux menus de Mirage. 
3,4.2,1 Initialisations 
Pour utiliser TcVTk à l'intérieur d'un logiciel écrit en langage C, il faut inclure les Lignes 
suivantes au début du programme: 
Il faut également rajouter les options de compilation - tcl7 - 6  - t k4 .2 qui indiqueront 
au compilateur d'inclure les bibliothèques Tc1 (1 ibtcl7 . 6 . s O) et Tk 
(1 ib t k4 - 2  . so) dans l'édition des liens. Dans le fichier make f i  1 e, ces options se 
rajoutent aux options déjà présentes. 
A l'intérieur du programme C, il faut tout d'abord créer un interpréteur Tc1 avec la 
commande Tc1 - ~ r e a  t e nt erp ( ) . La fenêtre Tk peut ensuite être créée avec un 
appel de la fonction T k - rni t ( ) . Les scripts TcVTk de Mirage sont contenus dans des 
fichiers d'extension t k . Ces scripts sont évalués avec la fonction T c  l E v a l  Fi 1 e ( ) . 
Ainsi le fichier menu. t k est évalué dès le lancement de Mirage. 
3.4.2.2 Gestion des événements de la fenêtre Tk 
Dans la boucle principale de Mirage, un appel à T k  - DoEvent  ( ) s'assure que les 
événements de Ia fenêtre TcVTk sont traités. Ces événements sont générés par le 
déclenchement d'une gachette à l'aide d'un pénphenque d'entrée, entre autres un appui 
sur une touche du clavier, sélection de menu avec la souris, etc. .. 
3.4.2.3 Communication entre Tc1 et C 
n 
ii y 5 plilsimeüis se coxu7i-ui-Jquei ~~~~ c j  :z7go-Gs. TdEe PmJ& iî&hû& 
utilisée est de créer un lien entre deux variables par exemple, avec la commande: 
T c 1  - LinkVar (interp,"wireframef', (char * )  &wireframe, 
TCL - LINK T N T ) ;  - 
Un lien est créé entre la variable w i r e f  rame de Tc1 et w i r e f  rame en C. Ainsi, une 
modification de la variable Tc1 entraine la même modification dans la variable en langage 
C. Les deux variables doivent être du même type. Ici, les variables sont de type i n t .  
L'autre méthode de communication est de récupérer ou modifier une variable Tc1 à partir 
du C avec un appel a T c 1  - Ge tVar ( ) ou Tc1 - Se tVar ( ) respectivement. 
3.4.3 Les menus de Mirage 
La description de la console Tk de Mirage est contenue dans le script menu. t k. Au 
début du iichier se trouve la description générale de la fenêtre, soit les menus accessibles 
dans la fenêtre, puis une zone de texte utilisée pour afiicher des messages. 
frame .mbar -relief raised -bd 2 
frame .dummy -width 17c -height Oc 
pack .mbar .dumrny -side top -fil1 x 
menubutton .mbar.file -text File -underline O -menu 
.mbar.file.menu 
menubutton .mbar.display -text Display -underline O -menu 
. mbar . display .menu 
menubutton ,mbar.view -text View -underline O -menu 
. mbar . view .menu 
menubutton .mbar.object -text Object -underline O -menu 
,icIZ,âï, übj ect . z~èfiü 
menubutton ,mbar.figure -text Figure -underline O -menu 
,mba~. figure .menu 
menubutton ,mbar.demo -text Demo -underline O -menu 
. mbar . demo. menu 
menubutton .mbar.help -text Help -underline O -menu 
.mbar . help .menu 
pack .mbar.file .mbar.display .mbar.view .mbar.object 
.mbar.figure .mbar.demo -side left 
pack .mbar.help -side right 
text Lext -relief raised -bd 2 -yscrollcommand ".scroll 
set" 
scrollbar .scroll -cornand Ytext yview" 
pack scroll -side right -fil1 y 
Figure 3.10 Description de la fenêtre Tk dans le fichier menu.tk 
ï i  y a principalement quatre catégories de commandes dans le menu. 
3.4.3.1 Le bouton de type checkbutton 
Une variable est associée à ce type de bouton avec la commande -variab l e  . La 
variable est activée ou désactivée avec ce bouton. Dans Mirage, ces variables Tc1 sont 
associées à des variables C. Les variables C sont donc modifiées directement par ces 
boutons. 
Ex: La variable wiref rame est associée a l'option wireframe du menu 
display . La première letire de wiref rame est soulignée (index O), et la touche de 
raccourci ~t r l+w )) est affichée. 
.mbar.display.menu add checkbutton -label "Wireframe" - 
!. 0 ' usideriine û -acceier~tor LLLITW" - v a r i d l e  w k e f r m e  
Figure 3.11 Exemple de bouton checkbutton 
3.4.3.2 Le bouton de type radiobutton 
Ce bouton sert à donner un choix entre plusieurs valeurs pour une variable donnée. La 
variable est nommée avec I'option -var i ab 1 e et sa valeur par l'option -value . 
Ex: La variable light peut prendre la valeur s ou p suivant la sélection de 
Spotlight ou Pointlight, correspondant à une lumière d'appoint ou une source 
de lumière ponctuelle. 
.mbar.display.menu add radiobutton -label "Spotlight" - 
variable light -value s 
.mbar.display.menu add radiobutton -label "Pointlight" - 
variable light -value p 
Figure 3.12 Exemple de bouton radiobutton 
3.4.3.3 Le bouton de type cascade 
Ce type de bouton fait appel à un sous-menu. Ii est utilisé pour créer des menus en 
cascade. Les sous-menus sont décrits de la même manière que les menus précédents. 
Ex: Le menu appelé Movement s t ep  fait appel au sous-menu 
.mbar . view ,menu add cascade -label "Movement s tepf1 -menu 
mbar.view.menu.mstep 
menu .mbar.view.menu.mstep 
.mbar.view,rnenu.rnstep add radiobutton -label "20" -variable 
mstep -value 20 
.mbar.view.menu.mstep add radiobutton -label "50" -variable 
m s t e ~  -value 50  
Figure 3.13 Exemple de menu en cascade 
3.4.3.4 Le bouton de type conmiand 
Ce bouton exécute une commande TcVTk donnée par l'option -command. Par 
exemple, dans Mirage, la commande set cnarne v i e w  - info peut être appelée. 
Dans le programme, la valeur de cname est lue avec la fonction Tc1 - GetVar, puis 
recherchée dans la liste des commandes de Mirage (un tableau de chaînes de caractères). 
Si une correspondance est obtenue, la fonction de rappel appropriée est appelée. 
Ex: L'option Load du menu O b  j e c t  est associée à la commande Tc1 set cname 
ob j ect - load . 
.mbar.object.menu add command - label  "Load" -underline O - 
acce lera tor  " C t r l i l "  -cornand " se t  cname object-load" 
Figure 3.14 Exemple de bouton command 
Dans le programme C, la variable Tcl cname est lue, puis recherchée dans la liste de 
commandes: 
char *mame; 
/ /  On associe  à cname l a  valeur de << cname >> de Tc1 
cname = Tc1 - GetVar (interp, "cname", O )  ; 
/ /  on vérifie s i  cname con t i en t  une valeur  
if (str len(cname) > 2 )  
( / /  on parcoure l e  tableau command l i s t  
f o r  (i=O;comrnand l i s t i i ]  != NULL;-i++) 
/ /  comparer avec la valeur de cname 
i f  (!strcmp(command - l i s t [ i l , cname) )  
break; 
//Selon l a  va leur  de i, l a  fonction appropriée est  appelée: 
switch (i) 
case c object load:  object l o a d ( )  ; break; 
case c o b  - j ect-save  : ob j ect-save  f j ; break; 
1 
Figure 3.15 Une partie du fichier tkconmiands . C 
3.4.4 Les menus déroulants [pop-up] de Mirage 
Afin d'afficher certaines informations, ou demander une valeur à l'usager, Mirage utilise 
des menus déroulants PopupJ- Ces menus sont également développés à l'aide de TcVTk. 
Les scripts sont contenus dans les fichiers dialog.  t k et input. t k. Le script de 
dialog. t k  sert à afncher des informations dans une fenêtre, tandis que le script 
d ' input .  t k demande une information à l'usager. Le développement de ces menus est 
un peu plus complexe que celui de la console de Mirage. 
3.5 Élimination des modules écrits en assembleur 
Une partie importante des modules de VR386, à l'origine, ont été développés en 
assembleur. Ces modules sont associés au processus de rendu réaliste. Comme le 
processus de rendu réaliste est extrêmement critique du point de vue de la performance 
d'un logiciel RV, dans VR386 il a été déveioppé en langage assembleur. 
Les modules écrits en assembleur ont été réécrits en langage C pour Mirage. Afin 
d'éliminer les erreurs dès les premières étapes de développement de Mirage, ces modules 
ont été intégrés et testés individuellement. Les erreurs pouvaient donc être localisées dans 
des fichiers individuels et donc être éliminées plus facilement. 
Après avoir traduit tous les fichiers écrits en assembleur, nous avons obtenu une version 
de VR386 entièrement en langage C à I'exception des pilotes DOS. Les pilotes DOS et 
fonctions associées à la gestion de l'écran, du clavier et de la souris ont été remplacés par 
des fonctions X Wmdows. Les fonctions associées à d'autres périphériques tel que la 
manette de jeuq le gant Cpowerglove] et la souris 6D ont été simplement éliminées. 
3.6 Résultats 
La perfomance de Mirage est dom& ci-dessous, évaluée sur un Pentiurn cadencé à 60 
Mhz La Figure 3.16 montre le nombre d'images générées par seconde en fonction du 
nombre total de polygones dans le monde virtuel. Ces données ont été recueillies en 
visualisant des sphères générées par le programme sphere donné en annexe. 
O 2000 4000 6000 8WM 10000 
Nombre de polygones dans le monde virtuel 
Figure 3.16 Nombre d'images par seconde en fonction du nombre total de 
polygones 
La forme de cette courbe s'explique de la façon suivante. Le temps requis pour dessiner ri 
polygones peut être donné par l'équation: 
t ,  est un temps constant requis pour effacer le tampon correspondant à la pseudo- 
mémoire de trame [pixmqu], le recopier dans la fenêtre X et d'autres opérations 
n'impliquant pas directement les polygones. 
IP est le temps requis pour dessiner un seul polygone. 
Le nombre d'images aEchés par seconde (correspondant a la Figure 3.16) pour un 
monde virtuel a n polygones est donc: 
Le nombre de polygones atfiches par seconde (correspondant a la Figure 3.17) est: 
La Figure 3.17 montre le nombre de polygones générés par seconde en fonction du 
nombre total de polygones dans le monde virtuel. Cette valeur plafonne a environ 14 300 
polygones/sec, une valeur qui donne une bonne indication de la performance du 
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Nombre de poiygones dans le monde virtuel 
Figure 3.17 Nombre de polygones affichés par seconde en fonction du nombre total 
de polygones 
3.7 Résumé 
Dans ce chapitre, la description de la structure interne de Mirage a été donnée. Nous 
avons détaillé le processus de rendu réaliste, l'utilisation de la bibliothèque X Wmdows, 
l'interface entre le langage C et Les bibliothèques TcVTk et les résultats obtenus. Le 
chapitre suivant traite des améliorations qui pourraient être apportees a Mirage et des 
conclusions qui ont été tirées de ce projet. 
Conclusions 
Dans ce chapitre, nous présentons les caractéristiques et avantages principaux de Mirage, 
ainsi que certains problèmes non-résolus. Quelques directives quant à l'évolution et les 
développements fbturs de Mirage sont élaborées. 
4.1 Caractéristiques principales de Mirage 
Ce mémoire présente un logiciel de développement de logiciels de réalité virtuelle nomme 
Mirage. Les caractérkt.iques de Mirage sont les suivantes: 
logiciel multiplate-forme (PC sous Linux, Sun, SGI, ...) se servant de la bibliothèque 
X Wmdows; 
code source hautement modularisé en langage C et entièrement accessible; 
gratuit à l'inverse d'autres logiciels similaires; 
bibliothèque de fonctions de haut niveau pour manipuler des objets et hiérarchies 
d'objets virtuels; 
création rapide de mondes virtuels sous forme de fichiers de type wLD se servant 
d'objets pré-existants disponibles sur I'intemet; 
format PLG est un standard connu; 
formats de fichiers plus simples que VRML 1 .O ou 2.0; 
possibilité de convertir les mondes Whiels de Mirage (fichiers WLD) au format 
VRML 1.0; 
interface graphique constniite avec les bibliothèques TcVTk facilement modifiable. 
De nombreux compromis ont été nécessaires lors du développement de Mirage. Puisque 
OpenGL n'était pas supporté directement sur toutes les plates-formes UNIX au début de 
ce travail de recherche (début 1995)' ce langage n'a pu être utiiisé pour développer 
Mirage. Les avantages d'OpenGL n'ont donc pas pu être exploités. De plus, la simplicité 
de l'algorithme de rendu réaliste peut produire quelques erreurs mais résulte en une 
d'immersion dans un monde virtuel est alors accru. 
4.2 Problèmes demeurant dans Mirage 
Quelque problèmes mineurs subsistent dans Mirage: 
Problèmes avec les subdivisions de polygones, entrainant la visibilité de certains 
polygones. Les objets partiellement superposés sont aussi souvent affichés 
incorrectement. Ces problèmes sont dus à la méthode utilisée dans le rendu réaliste; 
Les variables d'état dédarées à l'intérieur de scénarios d'animation dans les fichiers 
de type WLD ne fonctionnent pas. 
La manière dont Mirage effectue le rendu réaliste des objets à l'écran peut souvent créer 
des erreurs de visibilité entre les objets. Un polygone peut paraître devant un autre alors 
qu'en réalité il se trouve demère. L'algorithme de rendu réaliste ne tient pas compte des 
nombreuses erreurs qui peuvent se produire. Le traitement de ces erreurs ralentirait 
quelque peu Mirage tout en donnant un rendu réaliste plus exact des objets. Les auteurs 
de Rend3 86 ont choisi de ne pas traiter ces erreurs. 
Le problème est partiellement résolu en utilisant des subdivisions de polygones [@SI, 
qui sont des plans imaginaires séparant les objets dans une scene. En plaçant plusieurs 
plans de ce genre dans une scène, on organise les objets dans une structure hiérarchique 
d'arbre binaire. Ces plans donnent des priorités aux objets dans l'algorithme de rendu 
réaliste, réduisant ainsi le nombre d'erreurs de visibilité. L'inconvénient majeur des 
subdivisions de polygones [qlits] est que les plans imaginaires doivent être places aux 
bons endroits par l'usager dans le fichier WLD, ce qui n'est pas facile. L'utilisation de ces 
plans imaginaires n'est donc qu'une solution temporaire. Pour résoudre ces problèmes, 
l'algorithme de rendu devrait être remplacé par un algorithme plus fiable (utilisant 
l'algorithme du z-maximal [z-bufer] a l'aide de fonctions d' OpenGL par exemple). 
Une autre lacune de Mirage est le contrôle limité qu'offre la bibliothèque sur le monde 
virtuel. II est diflicile d'éliminer ou rajouter des objets à volonté pendant l'exécution du 
programme. La construction de grands environnements tels que des immeubles contenant 
plusieurs salles est donc difticile. A l'entrée d'une pièce, il faudrait être capable de 
charger les objets contenus à l'intérieur, puis de s'en débarrasser lorsqu'on quitte la salle. 
Cette possibiïté n'est pas intégrée à l'intérieur de Mirage. Les mondes virtuels multiples 
ne sont également pas pris en compte. 
4.3 Améliorations pouvant être apportées 
Mirage utilise les tampons de pseudo mémoire de trame Epixmqs] de X Wmdows pour 
accomplir la technique de triple tamponnage [me-buffering] pour obtenir des 
animations fluides. Il existe une extension à X Wmdows spécialement conçue pour le 
double tamponnage [double-buffenng] et le triple tamponnage [Riple-bruffering]- Utilisée 
correctement, cette extension donnerait éventuellement de meilleurs résultats que 
l'utilisation des tampons de mémoire de trame [PiMnclps]. 
La mémoire partagée n'est pas utilisée dans Mirage. Son utilisation pourrait également 
Kea o;l=Eî pe$cmAz?res ri: Fi*;e2 w-q"=. 
4.4 Le processus de rendu réaliste [rendering] 
Le rendu réaliste [rendering] dans M k g e  est effectué par un engin rapide qui utilise 
l'algorithme du peintre. Les tracés graphiques sont effectués par des routines X 
Wmdows. Il n'y a aucune fonction 3D dans la bibliothèque X Windows. Ces fonctions 
doivent donc êae foumies par le développeur. Les fonctions de remplissage de polygones 
Gouraud [Gouraud 19711 prenant en compte les sources de lumière ou les fonctions 
d'affichage des textures doivent être fournies par l'usager. Il apparaît donc nécessaire de 
miser plutôt sur une bibliothèque graphique 3D dans laquelle ces fonctions sont 
implantées; la bibliothèque OpenGL disponible sur de nombreuses plates-formes nous 
apparaît un bon choix. La grande majorité des fonctions 3D sont déjà implantées et 
documentées. Un logiciel de réalité virtuelle basé sur OpenGL sera probablement moins 
perfomiant qu'un logiciel ayant ses propres fonctions 3D optimisées mais cela changera 
avec les nouvelles cartes graphiques optimisées pour OpenGL. Il faut noter que des 
versions d'OpenGL existent pour L i n q  Wmdows 95, NT, OSf2, Solaris, etc. La 
bibliothèque graphique Mesa 3D implante environ 90% des fonctions d70penGL. Cette 
bibliothèque est disponible gratuitement et existe sur les plate-formes Unix et Wmdows. 
Mirage GL serait donc portable à de nombreux postes de travail. Un étudiant a déjà porté 
Mirage à OpenGL lors d'un projet de fin d'études [Tantely 19961 cependant ce prototype 
n'ofne qu'une petite partie des fonctionnalités de Mirage. 
4.5 La bibliothèope de fonctions 
Une bonne bibliothèque de fonctions est essentielle dans un logiciel de réalité virtuelle. 
Une teUe bibliothèque comporte des fonctions pour manipuler les objets, modifier leurs 
propriétés et contrôler le cours d'une simulation. Une bonne bibliothèque onentée-objet 
en langage C* posséderait de nombreux avantages sur la bibliothèque actueile de 
Mirage. Le développement d'applications s'en trouverait facilité. Par exemple, Les 
vecteurs 3D seraient plus facilement manipulés grâce à l'utilisation de la surcharge 
d'opérateur. 
4.6 Le format VRlML 
Mirage utilise des métatichiers graphiques pour décrire les mondes virtuels; les formats 
PLG, NFF et DXF sont présentement supportés. Le format interne utilisé par firage est 
le format PLG; les fichiers aux formats NFF et DXF sont préalablement convertis au 
format PLG. Il serait utile de supporter directement le format VRML 1 .O ou 2.0 (fiflua2 
Real@ Modehg Language) étant donné sa popularité grandissante et sa définition 
précise. Le code source pour iire ces fichiers est disponible gratuitement sur l'internet 
dans la bibiiothèque qvlib pour VRML 1.0. Ce n'est donc pas un énorme effort pour 
construire un logiciel de visualisation de mondes VRML 1.0 si nous possédons déjà un 
engin graphique, cependant la tâche est beaucoup plus ardue pour le langage VRML 2.0. 
4.7 L'interface usager 
L'interface est très importante pour tout logiciel. Mirage possède une interface utilisant la 
bibliothèque TcVTk. Ce langage graphique est beaucoup plus facile à utiliser que la 
bibliothèque Motif et a l'avantage d'0Ei-k les mêmes fonctionnalités en plus d'être 
gratuite. La documentation sur TcVTk laisse à désirer et ne montre pas très bien comment 
utiliser ce langage avec une application écrite en langage C mais la documentation sur 
Mirage remédie à cette l ame .  Tc1 offre la possibilité de rajouter un langage interprété à 
un logiciel de réalité virtuelle et donc une plus grande interactivité. 
La bibliothèque Motif o f i e  également toutes les fonctions nécessaires à la construction 
d'interfaces usager. Son apprentissage est plus difficile que TcVTk et cette bibliothèque 
n'est pas gratuite, mais elle possède cependant plusieurs avantages. Motif s'intègre mieux 
à une application graphique X Wmdows que TcVTk et son utilisation est beaucoup plus 
répandue. 
Si on décide d'utiliser OpenGL, la bibliothèque GLUT ( G r e c s  Library LltiZity Toolkit) 
mgard 19961 permet de créer des menus et de sùnpli6er la création d'applications 
OpenGL. La bibliothèque GLUT est disponible gratuitement sw i'intemet et ne se limite 
pas aux plates-formes Unk 
4.8 Les directions possibles 
Ii semble utile d'améliorer Mirage. Ces améliorations touchent essentiellement à l'engin 
~raphicyq à la t?iblioth&ye de Mirage a au mppmt du fcinnat vRW-. Les posibiii!ei 
Y 
sont les suivantes: 
un engin graphique basé directement ou indirectement sur la bibliothèque OpenGL; 
une bibliothèque de fonctions orientée objet en Ct+ pour le développement 
d'applications [ A H  - AppIication Programmer Infe~$ace]; 
l'intégration à m a g e  du support du format VRML; 
une interface usager créée avec Motif ou GLUT; 
une perspective multi-usagers. 
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Annexe A Image d'un poste Esope-RV dans Mirage 
Annexe B Programme générant une sphère 
Paramètres du programme 
sphere <fichier PLG> crayon> <nb mér.> <nb par,> <code 
couleur> où 
&chier PLG> : nom du fichier PLG qui sera créé 
crayon> : rayon de la sphère 
a b  mér.>: nombre de méridiens 
ab.par.>: nombre de parallèles 
ccode couleur> : code c o d e w  du type Mirage (ex: OxlEFF) 
Code source de sphere.C 
/ /  Sphere-C - To compile: g++ -O sphere sphere.C 
typedef struct Point C 
long x , y , z ;  
1 Point3d; 
Poht3d top, bottom; 
long ribvertices,nbpolygons; 
void write-header (FILE *fp, long b e r ,  long nbpar) 
C 
nbvertices = 2 + nbpar * (nhmer+l) ; 
nbpolygons = (nbparcl) * b e r ;  
void mite-verte~to-file(F1LE *fpIPoint3d vertex) 
E 
void mite-vertices(F1LE *fp, long radius,long nbmer, long nbpar) 
C 




/ /  Calculate top point of sphere 
t0p.x = 0; 
t0p.y = radius; 
t0p.z = 0; 
mite-vertex-to-file(fp,top); 
/ /  Calculate vertices 
for  ( j = O ;  jc=nbmer; j++) 
C 
theta = ji2*PI/nbmer; 
for (i=O; icnbpar; i++) 
C 
phi = (i+l) * P f  / (nbpax+ll ; 
cur-radius = ( f loat) radius * sin (phi } ; 
vertex-x = (long) (cur-radius * cos (theta) ) ; 
vertex.2 = (long) (cur-radius * sin(theta) ) ;  
vertex. y = (long) (raàius * cos (phi) 1 ; / /  y is up 
write-vertex-to-file(fp,vertex); 
/ /  Create bottom point of sphere 
void wri tegolygons (FILE * fp, long nbmer , long &par , char 'color) 
C 
int i, j; 
int point; 
/ /  Top of sphere 
for ( j = O ;  jcnbmer; j ++ )  
C 
point = l+nbpar*j; 
fprintf (fp, "%s 3 " , color) ; 
fprintf {fp, " 0 %d %d\nW , point, point+nbpar) ; 
1 
/ /  Middle of sphere 
for (j=0; j<nbmer;j++) 
C 
point = nbparej+i+l; 
fprintf(fp, "%s 4 " ,color) ; / /  4 vertices per polygon 
fprintf ( fp ,  "%d %d %d 
/ /  Bottom of sphere 
for  ( j = O ;  jcnbmer; j++) 
{ 
point = &par + j*nbpar; 
fprintf (fp, "%s 3 " ,color) ; 
fprintf(fp,"%d %d %d\nn,point,nbvertices-l,point+&par); 
1 





printf("Usage: sphere <filename> <radius> cnbmer> <&par> 
~color>\n" ) ; 
printf("writes a sphere to a plg file with given radius, number 
of \nu ) ; 
printf("meridians, number of parallels, with given color code-\nn); 
exit(0) ; 
printf ( "unable to open file for writing ! \nn ) ; 
eXit(1) ; 
3 
radius = atol (argv [2 ] ) ; 
nbmer = atol(argv[3] ) ; 
nbpar = atol (argv[4] ) ; 
color = argv[5] ; 
printf("Creating Sphere with radius of %d\nn,radius) ; 
printf("%d meridians, %d parallels, using %s color 
coden ,nbmer,nbpar,color) ; 
printf ( " \nu ) ; 
write-heade (plgf ile, nbmer, nbpar) ; 
write,vertices(plgfile,radius,nbmer,nbpar); 
writegolygons (plgf ile, nbmer, nbpar, color) ; 
f close (plgf ile) ; 
Exemple de fichier généré par sphere . C 
Sphere 47 48 
O 1000 O 
500 866 0 
866 499 O 
1000 O O 
866 -500 O 
500 -866 O 
353 866 353 
612 499 612 
707 O 707 
612 -500 612 
353 -866 353 
O 866 499 
O 499 866 
O O 999 
O -500 866 
O -866 500 
-353 866 353 
-612 499 612 
-707 O 707 
-612 -500 612 
-353 -866 353 
-499 866 O 
-866 499 O 
-999 O O 
-866 -500 O 
-500 -866 O 
-353 866 -353 
-612 499 -612 
-707 O -707 
-612 -500 -612 
-353 -866 -353 
O 866 -499 
O 499 -866 
O O -999 
O -500 -866 
O -866 -500 
353 866 -353 
612 499 -612 
707 O -707 
612 -500 -612 
353 -866 -353 
499 866 O 
866 499 O 
999 O O 
866 -500 O 
500 -866 O 
O -1000 O 
(suite) 
OxVlFF 3 O 1 6 
OxlAFF 3 O 6 Il 
OxlAFF 3 O 11 1 6  
OxZAFF 3 O 1 6  2 1  
OxlAFF 3 O 2 1  26  
OxlAFF 3 O 2 6  3 1  
OxlAFF 3 O 31 36  
OxlAFF 3 O 36  4 1  
OxlAFF 4 1 2 7 6 
O x l A F F 4 2 3 8 7  
O x l A F F 4 3 4 9 8  
OxlAFF 4 4 5 1 0  9 
OxlAFF 4 6 7 1 2  11 
OxlAFF 4 7 8 1 3  1 2  
OxlAFF 4 8 9 1 4  13 
OxlAFF 4 9 1 0  1 5  1 4  
OxlAFF 4 11 12  1 7  1 6  
OxïJSF 4 12  1 3  1 8  1 7  
OxlAFF 4 1 3  1 4  1 9  1 8  
OxlAJ?F 4 1 4  1 5  20 19  
OxlAFF 4 1 6  1 7  22 2 1  
OxlAFF 4 1 7  1 8  23 22 
OxlAFF 4 1 8  19  24 23 
OxiAFF 4 1 9  20 25 24 
OxlAFF 4 2 1  22 27 26 
OxlAFF 4 22 23 28 27 
OxlAFF 4 23 24 29 28 
OxlAFF 4 24 25  30 29 
OxlAFF 4 26 27 32 3 1  
OxlAFF 4 27 28 33 32 
OxlAFF 4 28 29 34 33 
OxlAFF 4 29 30 35  34 
OxlAFF 4 3 1  32 37 36 
OxlAFF 4 32 33 38  37 
OxlAFF 4 33 34 39 3 8  
OxîAFF 4 34 35 40 39 
OxlAFF 4 36 37 42 4 1  
OxlAFF 4 37 38 43 42 
OxlAFF 4 38 39 44 43 
OxlAFF 4 39 40 45 44 
OxlAFF 3 5 46 1 0  
OxlAFF 3 1 0  46 1 5  
OxUlFF 3 1 5  46 20 
OxlAFF 3 20 46 25 
OxlAFF 3 25 46 30 
OxUlFF 3 30 46 35  
OxlAFF 3 35  46 40 
OxlAFF 3 40 46 45 
Annexe C Bibliothèque de fonctions: objets 
=id add-ob j act-to-world (OBJE- *obj 
Arguments: ob j , objet à rajouter au monde virtuel 
Valeur de retour: Aucune 
Définition dans: world . C 
Fichier include: vr-api . h 
Description: Comme son nom l'indique, cette fonction rajoute un objet au monde virtuel. Même si un objet 
est chargé avec la fonction load_plg-obj ect, il n'apparaîtra dans le monde que si les fonctions 
update-ob j ec t et add-ob j ect-to-world sont appeIées. 
Voir aussi: update-ob j ect 
void attach-objact(0BJECT *ob3, OBJECT *+O, BOOL prroerrra) 
A x ~ i ~ , a a ~ :  o>3, cbj=î q ü Ç i  ,-,fi &;-~ciL,c; :*suG &jct 
to, objet à rattacher 
preserve, valeur booléenne 
Valeur de retour: Aucune 
Définition dans: segment . C 
Fichier include: vr-api , h 
Description: Cette fonction attache t'objet donné par *ob j Ci un autre objet donné par * to. Cet objet * t o  
devient parent de i'autre. 
Voir aussi: detach-ob j ect 
void co3agute-objsct(OBJECT *) 
Arguments: ob j , objet à évaluer 
Valeur de retour: Aucune 
Définition dans: ob j sppt . C 
Fichier include: vr-api . h 
Description: Les parametres de l'objet sont mis Ajour. 
Voir aussi: update-ob j ect 
Arguments: ob j . objet à détacher 
Valeur de retour: Aucune 
Définition dans: segment. C 
Fichier include: m a p i .  h 
Description: L'objet donné est détaché de son parent, s'il existe. Si l'objet n'a aucun parent, la fonction n'a 
aucun effet 
Voir aussi: attach-ob ject  
void do~for~all~objmctrr(void (*fa) (OBJECT *)); 
Arguments: f n , fonction à appeler 
Valeur de retour: Aucune 
D6finition dans: spli ts . C 
Fichier include: v u p i  , h 
Description: La fonction f n est appelée pour tous les objets contenus dans le monde virtuel. 
void do-for-all-srlectrd(void <*En) (OBJECT *)); 
Arguments: fn , fonction à appeler 
Valeur de retour Aucune 
Définition dans: s p l i  ts . C 
Fichier include: v u p i  , h 
OBJECT * f ind-ob j act-on-ncrm- (WORD x,  WORD y) 
Arguments: &y, coordonnées à l'intérieur de la fenêtre 
Valeur de retour: m L  si aucun objet n'a été trouvé ou pointeur à un objet 
Définition dans: cursor2 d , C 
Fichier include: vr-api . h 
Description: Cette fonction est utile pour trouver quel objet a été sélectionné avec la souris. Elle recherche 
un objet aux coordonnées x ,  y de Ia fenêtre de Mirage. 
Voir aussi: highlight-ob j  ec t  , unhighl ightobj  ect  
long grt-objact-boupds(0BJECT *obj, long +K, long *y, long * z )  
Arguments: ob j, objet 
x ,  y ,  z, adresses des variables coordonnées de l'objet 
Valeurs de retour : rayon de la sphère englobant I'objet 
x, y ,  z, centre de la sphère englobant I'objet 
Définition dans: ob j spp t . C 
Fichier include: -pi. h 
Description: Afin de faire des tests de  collision entre objets, on peut utiliser Ia sphère englobante de  
l'objet- Cette fonction retourne le rayon et les coordonnées du centre de  la sphère via les pointeurs x, y et 
2. 
Arguments: ob j , objet 
nv, pointeur au nombre de sommets 
np, pointeur au nombre de polygones 
Valeurs de retour : nv, np: nombre de sommets et polygones de l'objet 
Définition dans: ob j sppt . C 
Fichier include: -pi. h 
Description: Cette fonction récupère le nombre de sommets et de polygones contenus dans l'objet donné 
en argument. 
void gmt-ob j r c t g o a r  (OBJECT* obj , POSE *p) 
Arguments: ob j , objet 
p, adresse d'une variable de type POSE 
Valeur de retour p, pose de l'objet donné en argument dans son propre référentiel 
Définition dans: segment . C 
Fichier include: -pi, h 
Description: Cette fonction est utiIe pour obtenir la position et les angles de rotation d'un objet dans Ie 
référentiel de l'objet, 
void g a t o b  j ect-worldgoee (OBJECT *ob j , POSE O p )  
Arguments: ob j , objet 
p. adresse d'une variable de type POSE 
Valeur de retour: p, pose de l'objet donné en argument dans le référentiel global 
Définition dans: segment . c 
Fichier include: -pi, h 
Description: Cette fonction place dans une variable de type POSE la position et les angles de rotation d'un 
objet dans le réferentiel global. 
-id get-abject-world~osition (OBJECT *ob j , long *x, long *y ,  long * z )  
Arguments: ob j , objet 
x , y ,  z, adresses des variables de retour 
Valeurs de retour: x, y, z, coordonnées de l'objet dans le référentiel global 
Définition dans: segment - C 
Fichier indude: vr-api , h 
Description: Cette fonction place dans les variables x, y et z la position de l'objet donnt5 dans le 
référentiel global. 
Voir aussi: ge t-ob j ect-worldqose 
-id highiightob j ect (OBJECT *ob j ) 
Arguments: ob j, objet à mettre en dvidence 
Valeur de retour: Aucune 
Définition dans: ob j spp t . C 
Fichier include: ~ a p i  . h 
Description: L'objet donné en argument est mis en évidence en traçant les bordures de ses polygones en 
blanc pour montrer qu'il est dlectiomé, 
Voir aussi: unhighlightob j ect 
BOOL is~objact~salsctable(0BJeCT *obj) 
Arguments: ob j ,  objet 
Valeur de retour 1 si l'objet peut être sélectionné. sinon O 
Définition dans: segment, C 
Fichier include: v u p i  . h 
Description: La fonction retourne une valeur 1 si l'objet peut être sélectionné. Un objet représentant un 
curseur 3D est un exemple d'objet qui ne devrait pas être sélectionné. 
Voir aussi: make-ob j ect-selectable 
BOOL ir,objrct~erlrctrd(OBJECT *obj) 
Arguments: ob j , objet 
Valeur de retour: 1 si l'objet est sélectionné, sinon O 
Définition dans: segment. c 
Fichier inciude: vr-api - h 
Description: La fonction retourne 1 si I'objet a étd sélectionné, sinon O. 
Voir aussi: highlight-ob ject , unhighlight-ob j ect 
OB3ECT *loadglg-object(FILE *b, POSE +p, float sx, float sy, float 
az, WORD depth) 
Arguments: in, pointeur d'un fichier ouvert de type plg 
P, pose à donner à l'objet 
sx, sy , s z, facteur d'échelle à donner B l'objet 
depth, façon dont l'objet sera traité lors du processus de rendu réaliste 
Valeur de retour: Pointeur à l'objet chargé, NlTLL si le chargement a &hou€ 
Definition dans: ob j file . C 
Fichier include: vr-ap i , h 
Description: Cette fonction charge un objet de type PLG à partir d'un fichier. Le fichier doit être 
préalablement ouvert avec la fonction f open ( ) en mode lecture. La position et l'orientation sont données 
par le paramètre p. Les valeurs s q s y  et sz sont les facteurs d'échelle. 
Voir aussi: update-ob j ect , add-ob j ect-to-world 
OBjECT *load_nff-object(F1fiE *in, POSE *p, float sx, float ey, float 
ez, WORD depth) 
Arguments: in, pointeur d'un fichier ouvert de type nff 
p, pose à donner à l'objet 
sx,sy,sz, facteur d'échelle à donner à I'objet 
depth, facon dont l'objet sera traité Iors du processus de rendu réaliste 
Valeur de retour: Pointeur à I'objet chargé, NULL si Ie chargement a échoué 
Définition dans: ob j f i l e  -C 
Fichier include: -pi . h 
Description: La fonction charge un objet de type NFF. Voir la fonction précédente pour plus 
d'infomations. 
Voir aussi: loadalg-obj ect 
void remove-ob j ect,framoomworld (OBJKCT *ob j 1 
Arguments: ob j, objet à enlever du monde virtuel 
Valeur de retour: Aucune 
Définition dans: world . C 
Fichior iriciuclç: vr-ctpi . ii 
Description: Cette fonction retire un objet du monde virtuel. L'objet n'est pas effacé de la mémoire. II peut 
donc être rappelé ultérieurement avec add-ob j ec t-toworld. 
Voir aussi: add-ob j ect-to-world 
poid aave_plg(OBdECT +ob j , FILE *out, BOOL w o r l d )  
Arguments: ob j , objet à sauvegarder 
out, pointeur du fichier à sauvegarder 
world, 1 pour sauver en coordonnées globales, O pour référentiel de l'objet 
Valeur de retour, Aucune 
Ddfinition dans: world . C 
Fichier include: vr-api . h 
Description: Cette fonction sauvegarde un objet dans un fichier PLG. Le fichier doit être préalablement 
ouvert avec la fonction fopen ( ) en mode écriture. Les coordonnées seront soit dans le référentiel de 
l'objet, soit dans le référentiel gIobal selon l'argument world - 
Voir aussi: do-for-all-selected 
void sslect~nsxt~xepras~tation(OB~CT *obj) 
Arguments: obj , objet 
Valeurs de retour : Aucune 
Définition dans: ob j spp t . C 
Fichier include: vr-api . h 
Description: La représentation suivante de l'objet est activée. Si Ia représentation active est Ia dernière, la 
première représentation est choisie, 
Voir aussi: select-f irs t-representation 
void aat-object_poro(OBJECT *obj, POSE *p) 
Arguments: ob j , objet à modifier 
p, pose à donner à l'objet dans son propre réfkrentiel 
Valeur de reto& Aucune 
Définition dans: segment. C 
Fichier include: v u p i .  h 
Description: Cette fonction donne une position et orientation à un objet. Pour que les changements soit 
visibles, on doit appeIer la fonction update-ob j ec t. 
void set-ob j rct-worldgose (OBJECT *&j , POSE *p ) 
Arguments: ob j , objet modifier 
;, ~ Q Ç E  2 dcs= 5 !'zbj2t != sf"+"U&-! g cg 
Valeur de retour: Aucune 
Définition dans: segment. C 
Fichier include: v u p i .  h 
Description: Identique à la fonction précédente. sauf que le réferentiel global est utilisé. 
Voir aussi: set-ob j e c t j o s e  
void unhighlight-ob j ect (OBJECT *ob j 1 
Arguments: ob j . objet à dés6lectionner 
Valeur de retour Aucune 
Définition dans: ob j spp t . C 
Fichier include: n a p i  . h 
Description: Cette fonction désélectionne un objet, Les bordures des polygones de l'objet ne seront plus 
tracées en blanc. 
Voir aussi: highlight-obj ect 
void update-ob ject (OBJECT *obj ) 
Arguments: ob j, objet mis à jour 
Vaieur de retour: Aucune 
Définition dans: segment, C 
Fichier include: -pi . h 
Description: Cette fonction fait la mise à jour de l'objet. Elle est généralement appelée après une fonction 
du type set-ob j ec t sose .  
Annexe D Bibliothèque de fonctions: caméras et téléportations 
Arguments: c, caméra il mettre à jour 
Valeur de retour: Aucune 
Définition dans: scamera - C 
Fichier include: vr_api. h 
Description: Cette fonction fait la mise à jour des paramètres associés aux caméras. Elle doit être appelée 
après se t-camera-window par exemple. 
Arguments: Aucun 
Valeur de retour: Pointeur au point de téIéportation créé 
Définition dans: world . C 
Fichier include: vr-api . h 
void delete-telaport:(TELEPORT *) 
Arguments: t, point de teléportation à effacer 
Valeur de retour: Aucune 
Définition dans: world . C 
Fichier include: vr-api . h 
Description: Cette fonction libère Ia mkmoire occupée par une variable de type TELEPORT. EIIe est utile 
uniquement si la variable a été alIouée de façon dynamique. 
void p e t c a m e m a - w o r l d p o s e  (CAMERA * C ,  POSE *pl 
Arguments: c, caméra 
p. adresse de la variable de retour 
Valeur de retour: p, Pose de la caméra donnée 
Définition dans: scamera . C 
Fichier include: n a p i  . h 
Description: Cette fonction récupère la position et les angles d e  rotation d'une caméra dans le référentiel 
global. 
Arguments: c, caméra 
Valeur de retour: Effet de loupe [zoom] de la caméra donne  
Définition dans: scamera . C 
Fichier include: -pi - h 
Description: Cette fonction récupère la vdeur de I'effet de loupe de la caméra donnée. 
Voir aussi: se tcamera-z oom 
void est-camera-hither(CMdERA *c, CWRD h) 
Arguments: c, cméra 
h, valeur de la distance du pian avant du parallélépipède de vision 
Valeur de retour: Aucune 
Définition dans: scamera . C 
Fichier include: vr-api - h 
Description: Cette fonction règle la distance de découpage du plan avant du parall6Iépipède de vision. Les 
objets à une distance inférieure n e  seront pas afEch&, Le  découpage, qui fait partie du processus de rendu 
réaliste, est expliqué au chapitre 3. 
Voir aussi: set-camerajon 
void sr+-camora-oeiPdow(CAMERA *c, WORD 1, WORD t, WORD r, WORD b) 
Arguments: c, caméra 
l,t, c~-lGrIiiés x,y el- ceiï, gouzà,e de :; fcîlsüG -le Y~Jü&~sz-ùii 
r,b coordonnées x,y du coin inférieur droit de la fenêtre de visualisation 
Valeur de retour: Aucune 
Définition dans: scamera , C 
Fichier include: vr-api . h 
Description: Cette fonction crde une fenêtre de visualisation à l'intérieur de la clôture de Mirage 
(viewport). 
Arguments: c, caméra 
y, valeur de la distance du plan arrière du parallélépipède de vision 
Valeur de retour: Aucune 
Définition dans: scamera . C 
Fichier include: vr-api . h 
Description: Cette fonction ajuste la distance du plan &ère [pn]. Les objets plus distants ne seront pas 
affichés. Le découpage, qui fait panïe du  processus de rendu réaliste, est expliqué au chapitre 3. 
Voir aussi: set-camera-hither 
void set-camera-zoom(C.AMERA *c, SCALE zoom) 
Arguments: c, caméra 
zoom, vaieur de l'effet de loupe à donner à la cm&-a 
Valeur de retour: Aucune 
Definition dans: scamera . C 
Fichier inciude: vr-api , h 
Description: Ceîte fonction règle l'effet de loupe de la cm&a donnée. 
Voir aussi: ge t-camera-zoom 
void taleport-mat-hera(TEE%PORT *tr POSE *p) 
Arguments: t, point de téléportation 
p, position et orientation de la caméra à donner au point de t€léportation 
Valeur de retour: Aucune 
Définition dans: w o r l d  - C 
Fichier include: vr-ap i . h 
Description: Cette fonction sauvegarde un point de  téléportation. Pour sauvegarder la position actuelle, on 
donne la variable c u r r e n t ~ o s e  en argument 
Voir aussi: t e l e p o r t - t o  
Arguments: t ,  point de téléportation 
v e h i c l e ,  -réhicule ou objet auquel se rattache le point de téléportation 
-m =-CI nnm Ari  rr&h;c. . ln  " C W I I I C ,  Y". VY .".-"..a" 
Valeur de retour: Aucune 
Définition dans: w o r l d  . C 
Fichier include: vr-api - h 
Description: Le point de téléportation est attaché B un objet véhicuie. Si l'objet se d&place, le point de 
téléportation suivra. 
Voir aussi: c r e a t e - t e l e p o r t  
void te leport- to(TELEP0RT *t) 
Arguments: t, point de téléportation 
VaIeur de retouc Aucme 
Définition dans: w o r l d .  C 
Fichier include: v u p i  . h 
Description: Cette fonction téléporte l'usager au point de téléportation donné. 
Voir aussi: c r e a t e - t e l e p o r t ,  teleport-s et-here 
Annexe E Animation d'un cube tournant réalisé par fichier de type 
WLD 
# cube-wld - Animation d'un cube tournant 
# Christophe Maurel, 8 mars 1997 
hither 10 # Distance de "clippingn proche 
Yen 1000000 # Distance de *clippingn lointaine 
start 0,0,-500 O,O,O 1 # Position de depart, 
loadpath plg # les objets se trouvent dans 
#Positionner le cube 
object cube=block-plg 1,1,1 0,0,0 0,50,0 
animation 15 # maximum 15 pas/seconde 
state tourne 
do cube=step(O,O,O 4,10,5) [ ]  [ ]  
orientation et zoom 
ce repertoire 
Annexe F La compilation, l'optimisation et le déboguage 
Le fichier makef ile de Mirage 
Voici le makef ile de Mirage: 
.SUFFIXES: .C .O 
INCLUDEDIRS = -I/usr/local/include -I/usr/include/Xll - 
Iinclude\ 
-I/usr/local/globe/include/local 
DEBUG - # -g: genere du code de debogage 
PROFILE = # -p: genere du code pour profils 
OPTIMIZE = -03 # -O: optimise le code 
CC = gcc # compilateur C 
C++ = g++ # compilateur C + t  utilise 
TKLIBS = -1tk4.2 -1tc17.6 # librairies Tcl/Tk 
Z I B S  = -1Xt -1Xll -lm # librairies X windows 
.C.o: 
$ (C++) -C $ (DEBUG) $ (PROFILE) $ (OPTIMIZE) 
$ ( INCLUDE-DIRS ) $ c 
Obj = Xgraphics.~ Xevents-O Xmouse.~ Xkeyboard.0 ... 
Src = Xgraphics-C Xevents-C Xmouse.C Xkeyb0ard.C ... 
mirage : $ (Ob j ) 
$(C++) -O $@ $(Obj) $(TKLIBS) $(XLIBS) 
" ------- ~ i n i  -------" 
depend : 
makedepend -- $ ( INCLUDEDIRS ) -- $ (Src) 
clean: 
rm -f core * . O  *- mirage 
# DO NOT DELETE THIS LINE -- make depend depends on it. 
Figure F.l makef ile de Mirage (abrégé) 
Optimisations 
Afin d'optimiser l'exécution d'un programme UNIX, il est recommandk d'abord 
d'utiliser l'option -03 du compilateur g++ ou CC (OPTIMIZE = -03 dans le 
m a k e  f i le), qui produira alors un fichier exécutable optimisé. Ainsi, Mirage compilé 
avec l'option -03 est environ 30% plus performant sur Linux. 
Il est également possible d'obtenir un profil de l'exécution du programme avec l'option 
-p du compilateur (PROFILE = -p dans le makef ile). Lorsque le programme est 
exécuté, un fichier descriptif mon. out est généré, donnant l'état du programme toutes 
les 0.01 secondes. Un autre programme tel que gprof sur Linux (ou prof sur SGI) 
utilise ces informations pour présenter un profil d'exécution. Donc, si Mirage est 
compilé avec l'option -p, puis exécute, on peut obtenir le profd avec : gpro f 
mirage. La sortie est dors de la fonne suivante: 
Flat profile : 
Each sample counts as 0.01 seconds. 
% cumulative self self total 
t h e  seconds seconds calls Ts/call Ts/call name 
28.71 17-31 17-31 zoutput (nV * ) 
9.72 23.17 5.86 xy-trans f orm (VERTEX * ) 
7-60 27.75 4-58 z-convertvertex(VERTEX 
* 1 
5.85 31.28 3.53 f ind-normal( long, long, 
 long^ long, long, long, long, long, long, long *, long *, long * )  
5.11 34-36 3-08 lightcosine(long, long, 
long, long, long, long, long, long, long) 
4.64 37-16 2.80 issoly-f acing (soly * ) 
4-53 39.89 2.73 p r o c r o l y  !>oly * ! 
3 . 8 8  42 -23 2.34 unpack_poly-vertices(NP0LY *, int *, i n t )  
3 -25 44 - 19 1.96 cornputenormal (soly * ) 
3 -25 46.15 1.96 zclip-loop (joly * ) 
2.57 47.70 1.55 fastpoly(int, int *, int) 
2.50 49.21 1.51 polsort (void cons t * , 
void const * )  
2.24 50.56 1.35 magnitude3 2 ( long, long, 
long) 
Figure F.2 Sortie de la commande gprof mirage (abrégé) 
Les fonctions occupant le plus de ressources du processeur sont celles qu'il faudra tenter 
d'optimiser. La fonction z-output ( ) par exemple est à considérer. II est parfois 
possible de remplacer des fonctions ou opérations par un équivalent plus performant. Par 
exemple, les fonctions s i n  ( ) et s q r t  ( ) peuvent être remplacées par des recherches 
dans un tableau ayant de nombreuses valeurs pré-calculées (look-up table). Le résultat ne 
sera pas exact mais il sera obtenu beaucoup plus rapidement. Étant donné que la 
performance de Mirage influe directement sur la perception d'immersion dans un monde 
virtuel, l'étape d'optimisation dans le développement de Mirage (ou tout autre logiciel 
de RV) est tout à fait fondamentale. 
Le déboguage de Mirage 
La recherche d'erreurs dans le code est facilitée par l'outil de « de'bogage » gdb, existant 
sur toutes les plates-formes UNIX. Mirage doit être d'abord compilé avec l'option -g 
(DEBUG = -g dans le makef ile). L'exécutable comprend dors des références dont 
gdb se sert. Cet outil peut être utilisé en combinaison avec l'éditeur emacs. Gdb est 
appelé sous Emacs avec la commande « Esc-x gdb » (en notation Emacs M-x gdb). 
En ouvrant une deuxième fenêtre dans Emacs avec la commande « Ctrl-x 2 », on 
peut alors exécuter le code pas à pas avec la commande « next » de gdb en visualisant 
l'exécution dans le code source dans la deuxième fenêtre. Le programme s'arrête à tous 
les points d'arrêt [breakpoints] identifiés par la commande CC break » (ex : break 
create-teleport). 
Sous Linux, une version de gdb possédant une interface graphique peut être utilisée: 
xxgdb (voir Figure F.3). Cet outil permet d'ouvrir une fenêtre séparée pour visualiser 
I'exécution dans Ie code source tel que vue dans la Figure F.4. 
XXGDB coples uith ABSOLUTELY NO WARRANIY. 
IB is free softhlare and you are idelame to distribute copies of it 
under ceruin conditions: type "show copying" to see the conditions, 
Ï n e r e  is a b i m i y  no uarranty t'or type i s h ~ w  warrantyu for details, 
IB 4.15.1 (i486-sladtwre-linux), 
Copyright 1995 Free S0fthMI-e Foundation, Inc. 
Cxxgdb) Na symbol table is loaded, Use the "file" ccznatand, 
file mirage 
Breakpoint 1, main Cargc--1, argv=OxbffffgiO) at Xisain,C:l52 
{xxgdb) next . ... 
-- - 
Figure F.3 Fenêtre principale de xxgdb 
L a ~ w ,  tableau des argurrents domes sur la ligne de ammnde 1 * Sorties: nil t 
* I  
void midint argc, char @irgvCI) 
€ 
+ 0, InitialisationsCargc,argv): // Fait butes les initialisations 
HainloopO; N Boucle principle de Mirage 
3 
Figure F.4 Vue du code source de Mirage dans sucgdb 




// Auteur: Christophe Maurel 
// 
// Mirage 2.0 
// Christophe Maure1 
// 23 Janvier 1997 
// 
// 
If This code is part of Mirage, created by Christophe Maurel from VR386 by 
Dave Stampe. VR386 is descended from REND386, by Dave Stampe and Bernie 
Roehl. 
This program can be use. for educational purposes or to create a public . - qFE-Ac2- *An&kzzg tû dc>zlûp b=ùjsci& ~ p i j i l ~ ~ ~ " i l  
must ABSOLUTELY contact Christophe Maurel (maurel@electech.polymtl.ca). 
If you use this code for your application. you must mention Mirage and 
its author Chnstophe Maurel. 
Ce code fait partie de Mirage, Cree par Christophe Maurel a partir de VR386 
de Dave Starnpe. VR.386 est un descendant de REND386, cree par Dave Stampe et 
Bernie Roehl. 
Ce programme peut etre utilise a des fins pedagogiques ou pour une 
application du domaine public. Toute personne voulant developper une 
application commerciale a partir de ce code doit ABSOLUMENT contacter 
Christophe Maurel (mauret@electech.polymtl.ca). 
Si vous utilisez ce code pour votre appiication, vous devez mentionner 
Mirage et l'auteur Christophe Maurel. 
If you have any questions or cornments, please contact_- 
Si vous avez des questions ou commentaires, vous pouvez contacter : 
Christophe Maurel, maurel@electech.polymtl.ca 
*/ 
typedef void ('TreatEv); // type des fonctions "handler" d'evenements 
XEvent event; 
BOOL running = 0; 
BOOL in_graphics = 0; 
TASK *tasklist = NULL; 
int mouse-nav = 1 ; // use mouse as joystick 
int mouse-motion = 0; If mouse bunon not down 
i ~ t  pzag=-aec - c; 
int flymode = 0; 
int animatemode = 1; /* if set. animation is on */ 
int do-horizon = 1; /* if set, draw a horizon */ 
int show-location = 1; /* if set, we display curent location on-screen */ 
int show-compass = 1; /* if set, we display 3-D compass on-screen */ 
int show-hamerate = 1; /* if set. we display fiamedsecond rate */ 
int do-screen-cIear = 1; /* by default, we clear the screen on each frame */ 
int use-fkme = O; /* if set, draw a "frame" */ 




void TreatEventrnvent event); 
void mirage-inito; 
void mirage-updateo; 
extern Display *display; 
extern Colormap colormap; 
I 
. . . . . . . . . . . . . . .  . . .  . . . .  . .  . . . . . . . . . . . . . . . . . . . . . . . .  
* refresh-display: Fait la mise a jour de fenetre de Mirage lorsque le * 
* point de vue a change, un objet a change de position, * 
* etc.. * 
* * 
* Entrees: ni1 * 





position-changed = 0; 
world-changed = 0; 
display-changed = 0; 
1 
* Initialisations: Appelle Ies diverses routines d'initidisation de * 
* Mirage, ouvrant les fichiers donnes en pararnetre, * 
* ouvrant la fenetre X, enregistrant les "handlers", ... * 
* k*s: q c ,  xXzk d'u.qgnz;;u d2 !ü ! i g x  dc ~ . u ~ & i U i 2  * 
* argv, tableau des arguments donnes sur la ligne de commande * 
* Sorties: ni1 * 
............................................................................ 




create-default-segs(); // for animations 
create-default-lighw // for world loading 




RecordHandlers(); // records event handlers 
mirage-ini t(); // initidisations a rajouter 
1 
* MainLoop: Boucle principale de Mirage, qui verifie la presence * 
* d'evenements X Windows et appelle la fonction "handler" * 
* appropriee. Les routines d'animation sont aussi appellees, * 
* et les evenements de la fenetre TcKR sont traites. * 
* * 
* Entrees: ni1 * 




int fl ags = TK-DONT-WAIT; 
while (running) 
Play backDemoS tep(); 
// animation 
if (animatemode==- 1) animatemode = 0; /* single step OFF */ 
if (animatemode && page-intro) 
{ 
run-tasks(task1ist); // tasks programmes dans WLD 
do-animations(); // animations programmees dans WLD 
-;-na. .. .rrJn+al\- 
U A U  U6U-bb-Skw. ! = l k ~ t k ~  ~ ~~~~~ CE c 
1 
// update screen if needed 




if (page-intro != 0)  // have we read the script yet ? 
DoTkCommandQ; // execute menu command if avaif able 
1 
1 
* main: Fonction principale de  Mirage, appelant la fonction d'initiali- * 
* sation et la boucle principale de Mirage * 
* * 
* Entrees: argc, nombre d'arguments de la ligne de commande * 
* argv, tableau des arguments donnes sur la ligne de commande * 
* Sorties: ni1 * 
***************************************************************************/ 
void main(int argc, char *argv[]) 
hitidisations(argc,argv); // Fait toutes les initialisations 
MainLoopQ; Il Boucle principale de Mirage 
Annexe H Les fichiers de Mirage 
Fichiers X Windows 
Tableau H.1 Fichiers X Windows 
Fichiers ayant attrait au rendu réaliste 
. - - -  - 'Fichier. . - = 
XXmouse - C 
Xevents . C 
Xgraphics - C 
Xkeyboard-C 
Xmain - C 
Xmouse . C 
Fichiers gestionnaires de fichiers de type PLG/FIG/WLD, DXF et NFF 
=U.b'tlit&-,.: : ' - J C G  - - -  
Contient les routines pour Ia manipulation avec la main virtuelle 
Gestion des événements par des fonctions handler 
Fonctions graphiques : ouverture de fenêtre, polygone, texte, ... 
Lecture du clavier 
Initialisations et boucle principale de Mirage 
Gestion des événements venant de la souris 
Fichiers TcYTk 
Ces fichiers implantent l'interface TcUïk de Mirage: 
Tableau H.2 Fichiers de l'interface TcVTk 
Fichiers assembleurs de VR386 et équivalences dans Mirage 
t e s  fichiers assembleurs de VR386 effectuant le processus de rendu réaliste ont du être 
tkcommands,C 
tkdemo . C 
tkmenu. C 
tksupp0rt.C 
portés à Mirage. Ces fichiers ont été recréés en langage C. La liste est donnée ci-dessous- 
Fonctions appelées par le menu Tk 
Fonctions reliées au menu Démo 
Gestion des menus Tk 
Fonctions de support à tkcommands.C 
TabIeau H.3 Les fichiers assembleurs de VR386 avec leurs équivalences en C pour 
Fichiers- . - .. 
i: -.: assemb~euk - 
animate. asm 
intrig . asrn 
lighting . asrn 
ob j rend. asrn 





polyout , asrn 
sqrti . asrn 
xyclip . asrn 
int3d. asrn 
j oytimer . asrn 
rniscrnath. asrn 
polyproc , asrn 
vdrinte . asrn 
.=. . -:.-Fichiers C a . . , 
. correspondants. 
animate. C 
intrig . C 
1ighting.C 
ob j rend. C 
viewrend. C 
homath. C 
intsplit . C 
matrixm. C 
polyout . C 
sqrti. C 
xyclip - C 
int3d. C 
miscmath-C 
polyproc . C 
- 
. . . - : Fonction du fichier . 
" - 
Animation des objets 
Fonctions de trigonométrie 
Calcul des Iumières 
Rendu des objets 
Interface Powerglove (DOS) 
Rendu 3D 
Fonctions pour l'horizon 
Fonctions pour les splits 
Fonctions matricielles 
Rendu des polygones 
Fonctions racines carrées, norme de vecteur 
Découpage x et y sur la fenêtre 
Fonctions de manipulation d'objets 
Interface joy stick @OS) 
Fonctions mathématiques variées 
Rendu des polygones 
Pilote vidéo @OS) 
Fichiers de VR386 non portés à Mirage 
Plusieurs fichiers de VR386 n'ont pas été portés à Mirage, la raison principale étant que 
ces fichiers contrôlent des périphériques connectés au port série sous DOS. Mirage ne 
supporte pas ces périphériques. Ces gestionnaires de périphériques pourraient servir à 
l'avenir pour faire leurs interfaces avec Mirage. Comme ces fichiers ne sont pas 
compilés avec Mirage, ils se trouvent dans le répertoire vr3 8 6. La liste est donnée dans 
la Tableau H.4. 
Tableau HA Fichiers de VR386 non-convertis pour Mirage 






Gestion du Mattel Powerglove 
Gestion des curseurs 3D 
Chargement de divers drivers 
Gestion de headtracker 
Gestion du joystick 
Chargement d'images de type PCX 
Étapes dans le développement de Mirage 
Conversion du code de REND386 à un code entièrement en C. 
Écriture des fonctions X Windows pour REND386. 
Un prototype de REND386 sur UNIX est obtenu, mais ayant de nombreux 
probIèmes. 
En raison de sérieux problèmes avec REND386 (code confus causant de grandes 
difficultés dans la conversion à UNIX). REND386 est abandonné pour VR386. une 
version améliorée de REND386, ayant un code mieux structuré mais plus long à 
porter en raison des fonctionnalités rajoutées. 
Conversion du code assembleur VR386 au langage C (utilisant TURBO Ctç pour 
DOS). Le code est traduit et « deoogué » module par module pendant trois mois. 
Une version de VR386 « de30guée » entièrement en langage C est obtenue. 
Les fonctions X Windows développées pour REND386 sont utilisées pour porter 
VR386 B UNM. De nombreuses erreurs de compilation n'apparaissant pas sous DOS 
doivent être corrigées pour obtenir une version fonctionnant sur UNIX. 
Le nouveau logiciel est baptisé Mirage. 
143 
Antoine D'Anjou rajoute des fonctions pour importer des fichiers de WorldTooIKit 
dans Mirage, particulièrement une station d'ESOPE-RV en format NFF. 
Christian Auger rajoute des fonctions pour manipuler des objets avec une main 
virtuelle avec anti-collision entre objets. 
La capacité d'importer des objets de type DXF d'AutoCAD est rajoutée à Mirage. 
Une nouvelle interface utilisant TcL/Ilr est développée pour Mirage. 
La capacité d'enregistrer et rejouer les mouvements de l'usager est rajoutée à Mirage. 
Martin Clouâtre et Ravdeep Ahuja développent le suyport de manettes de jeux sur 
Linux pour se déplacer ou manipuler des objets virtuels. 
Le programme principal main . C est restructuré en créant un fichier séparé 
Xevents . C avec des fonctions de rappel qui traitent les événements X. 
Annexe J Commandes principales des fichiers WLD 
adàrep nomobj = nomf ichier sx, sy, s z  rx, ry, r z  tx, ty, tz size 
maP 
Additionne une nouvelle représentation à un objet 
ambient n 
Détermule la valeur de la lumière ambiante (0-127) 
anglestep f 
Spécifie la valeur du pas de rotation 
animation f 
De%ute une animation, f: nombre de pas/seconde 
area x , y , z  nom 
Déclare une zone délimitée par des splits 
attach objet parent 
Attache un objet à un objet parent 
attachview parent 
Attache le point de vue à un objet 
camera n x, y, z tilt ,pan, roll zoom hither, yon 
Déclare une caméra, n: numéro de la caméra 
depthtype obje t  n 
Change la façon de dessiner l'objet 
detach objet 
Détache un objet de son objet parent 
do nom=£ onction [argument 1 [operation] 
Effectue une opération dans une animation 
figure nom=nomfichier sz,sy,sz rx,ry,rz tx,ty,tz parent 
Charge une figure avec les paramètres donnés 
groundcolor n 
Etennine la couleur du sol 
h i the r  n 
Détermine la distance de clipping proche 
if ( t e s t 1  test2 ) nom=fonction [arguments ] [operations] 
Effectue une opération d'une animation si le test est vérifié 
include nomfichier 
Inclue un fichier comme s'il était avait été rentré 
l i g h t  x y z spot 
Déclare une source de lumière 
loadpath repertoire  
Spécifie un répertoire pour les fichiers 
mlight x y z spot i n t ens i t é  nom=parent 
Déclare une source de lumiere amovible 
object norn=nomfichier sx,sy,sz rx,ry,rz  tx,ty, t z  d map 
parent 
Charge un objet PLG avec les paramètres donnés 
polyobj nv couleur vlx, vly, vlz , vSx, v S y ,  v2z , * - - 
Crée un polygone, nv: nombre de vertex 
polyobj2 nv couleurl,couleur2 vlx,vly,vlz, vSx, - - .  
Crée deux polygones, face à face 
posit ion obje t  x,y, z 
Positionne un objet aux coordonnées données 
surfacedef nomsurface valeur 
D é f i t  un type de surface avec la valeur donnée 
surfacemap nom 
Défit une nouvelle su$acemap 
task nom période parametres 
Crée un task avec la période donnée 
window x,y, largeur,hauteur 
Spécifie une fenêtre de vue avec un coin et la hauteur et largeur 
worldscale f 
Spécifie l'échelle du monde virtuel, par défaut 1 unité = 1 r d h è t r e  
yon n 
Spécifie la distance de clipping lointaine 
Annexe K Considérations pour des mondes ~JLD de VR386 
Bien que Mirage ait été développé avec l'intention de demeurer compatible avec VR386, 
les différences entre les systèmes d'exploitation DOS et UNIX peuvent causer certains 
problèmes. En effet, les fichiers textes de DOS ont un retour-de-chariot à la fui de 
chaque ligne du fichier tandis que les fichiers textes de UNM n'en ont pas. Il est donc 
nécessaire de convertir les fichiers de types PLG, FIG et WLD au format UNLX avec un 
utilitaire du type dos 2 unix ou to-unix. Comme UNM: différencie la casse des 
caractères dans les noms des fichiers, il faut s'assurer que la casse des noms des fichiers 
mentiornés dans les fichiers de types F I G  ou WLD correspond bien à celle des noms de 
fichiers réels. De plus, UNiX utilise la barre oblique / » [ slash] pour séparer les noms 
de répertoires à la clifference du DOS qui utilise la barre oblique inversée « \ » 
[backslash]. Il faut donc effectuer la conversion de ces caractères pour éviter les erreurs 
de lecture. 
-- - - - 
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eaiiy be coavmd. u m t I y  supporccd fix t m  
mbppingi .ah, polygous ara &at-shadd fhu typ. ol 
shadig ü mom capid thaa ochn more redisric but corn- 
plex s h a h -  S h a d d  polygow -y ha- up to 16 &Sm 
enc cotoo. mich 16 i n ~ i u a  dependhg oo ch8 Locatioa 
and dimrioa of the light sourct The Lghr wnirca C O D ~ ~ U  
of an ambicnt Iight s u p p l e m ~ ~ ~ t d  b~ athn 8 - Li& 
or directionai Iight murcn 
The rendering pipelirra h a  the folIoring fbtunt: 
1. Objccu aoc in the crier volume amdimïiu~ed LO PCCI 
vent unneccsjur p r o a s s i a s  
3. Polygolu csmdine ouuidr- che rierr volume are . 
4. In the last 'tep. chu potygous are soncd bp thcir Z- 
depths. or thcir disrancm h m  the \iea.cr- They are 
then dtasm iato the image b d e r  using the painterl 
algorithrn- The triple bufferhg technique is uscd for 
smooth animation-the rie= h drawn in one of thru 
merno- buiiers. aii ,Y Winaous pixrnaps. befote bc- 
ing copied CO the screcxc aindor. 
Anthmetic operations arc dona bot& in ffoatinp and 
tireci-point math. Fiued-poiat math alla- quicker aper- 
a~ integer arithmetic u Iess CPC-inteashw than 
floating-point math, Object positions and ratazion urg lo  
att therefote spccineâ in &xi-point 32-big forma& 
- 
C. interaction and Animation 
-4s in t g i d  intu?ftiw VFL pmgrrm. the 3 f i  p m  
gram structuri consisu of one major loop c h u  polis for 
user inpur evenu, modifies th. d a t a h u  af virriul rw& - 
oojecu. and r e b û u  the disptay w o r d i n g î s  Pi& 5 J- 
lutrates thù foop in flowchart fotrmr 
ïhe V E i  artributu and behanout can b. dCIEnbed in 
a 'arorid' fiIc ofexrcruioa .WU- Thh file contaias the Iht 
of objects in the virtuai a-orld. ch& pi t ians  d orient* 
tioru a dl as 0th- paramecers such as the d o u t  of the 
sky in the environment and the pœïtioa d th. light s o n  
-Usa specifiable in t h i ~  âle am seripu d i c h  amy b. uxd 
ro describe interactiom and xent  u-muiaas Tham 'b 
teractions aith the user or anhuhm oa the pu( of t h  
G"E are. in facr. stase madinu that a u  be  a f h c d  b the 
position of the user in the VVNd d d  or ùy the d m i o m  - 
of M abiect on the screen with, -7, a mousr Sctae ;in), 
rnation and interaction may be a h  ba p-9 in 
C v i a  .\litage libriuy functioas. ïbe r n m h a i s a î  agraiag 
of a circuit breaker u an Q~LII~I.  d scum inimliioo. 
The .WïD file refas ta objecti chu u r  d # n W  ia 
another qpe of 6ie rith the uncMolr .PLG. niese 3.0 
objecti may poslar muItipb Ieu& of deuil (LOD) da- 
pendent on cheir current - oa the - U 8 d 
distance h m  vie+, CO spccd up the rmdaiag procar For 
example. a tramforara v i d  h m  rlir br .pproxi. 
m a t 4  by a simple bor, 
D. ES0 PEI VR Conversion of Single-L ine 
Diagram 
b d e r  and r haü or in=* breaker and r bat. oc 
9. bttaker and a chird 
b.aumbet of quanuries are maiuard. suc& as the numba F- 
of breaken thac m u t  be opeaed m w i a e  r l ie.  srhich 
topsher fom criteria fix d e c ~  the c o ~ n d ï a g  
SduLw configuraciois, The f D repruenr-lrinn cur thto 
:* be creartct, The interprcta rcüa on iîbrary d epuip. C ment modeis to place equipmat in iu position and g a ~ -  
1 Cornputer Platlmm l adhg Tune Fiamals 
SC( Indigo R4ûûû 20.58 2.3 
SC1 Indigo R3KOL Uk 1-25 
Pentium 60 SI& 25% 
Sun Sparc-5 64% 1 5  
C ? ( i  a-orbtatioar nrcrPing the -Y Wndow cnterfacw 
have becorne the basic sgstern bw1d.a~ blockr tn SCAD.4 
and energy managermat t y s t t m  (E3ISs). Ptnond mm- 
puten (PCs). on che other hand, duc CO the cuftcnt per- 
ception of unreliabilic)-. replace cùo ~ t 1 U t a a o l ~  o a 1 ~  u
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