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Abstract
When software-based systems evolve, their requirements constantly
change. Changes in requirements frequently affect their related ac-
ceptance tests. However, even when modifications are applied to
requirements documents, they are often not accordingly applied to
the affected acceptance tests, leaving them outdated and non-aligned
with the changed requirements. Keeping requirements and accep-
tance test documents up-to-date and aligned with each other is chal-
lenging due to poor documentation, communication practices, and
insufficient tool support. Having such outdated and inconsistent doc-
umentation may introduce software quality problems, unintended
costs and project delays. In this thesis, we contribute to improving
the current state of practice with regard to requirements and accep-
tance tests management in industry with a novel approach for keeping
requirements aligned with their acceptance tests via automatically
generated guidance. Our tool-supported approach combines infor-
mation retrieval (IR) and natural language processing (NLP) concepts
to provide suggestions about how to adapt the affected acceptance
tests when their requirements change. With such suggestions, our
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approach facilitates the alignment of acceptance tests with the ac-
tual requirements. In addition, our approach provides e-mails and
warnings, which remind requirements engineers and testers about
mismatches in the documents, thus reducing the risk of non- and
miscommunicated changes.
This thesis contributes the insights into requirements and acceptance
tests management in industry, the conceptual solution of our ap-
proach, the GuideGen tool as a proof of concept and two evaluations
of the approach - quantitative and qualitative, respectively. All studies
are conducted by using real-world data and with practitioners from
industry. The results from the first, exploratory study point out that ac-
ceptance tests are not regularly maintained, which occasionally results
in confusing features and bugs. The second study shows that our ap-
proach provides useful guidance for maintaining acceptance tests and
keeping them aligned with their evolving requirements. The notifica-
tion system facilitates the communication of changes among different
stakeholders and serves as a good reminder for required adaptations.
In the two evaluation studies, several participants pointed out that
GuideGen is a practically useful tool that facilitates maintaining the
requirements and acceptance tests alignment and communicating
changes when requirements evolve.
ix
Zusammenfassung
Wenn softwarebasierte Systeme sich weiterentwickeln, ändern sich
deren Anforderungen ständig. Anforderungsänderungen wirken sich
häufig auf die damit verbundenen Abnahmetests aus. Bei der Ände-
rung von Anforderungen werden jedoch die betroffenen Abnahme-
tests häufig nicht aktualisiert, so dass diese veralten und nicht mehr
mit den geänderten Anforderungen konsistent sind. Die Aktualisie-
rung und Abstimmung von Anforderungs- und Abnahmetestunterla-
gen ist aufgrund schlechter Dokumentations- und Kommunikations-
praktiken und unzureichender Werkzeugunterstützung eine Heraus-
forderung. Eine solche veraltete und inkonsistente Dokumentation
kann zu Qualitätsproblemen bei der Software, unbeabsichtigten Ko-
sten und Projektverzögerungen führen. In dieser Arbeit tragen wir
dazu bei, den aktuellen Stand der Praxis in Bezug auf das Management
von Anforderungen und Abnahmetests in der Industrie zu verbessern,
indem wir einen neuartigen Ansatz verfolgen, um die Anforderungen
mit ihren Abnahmetests über automatisch generierte Änderungsemp-
fehlungen in Einklang zu bringen. Unser werkzeuggestützter Ansatz
kombiniert Konzepte des Information Retrieval und der Verarbeitung
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natürlicher Sprache und generiert Empfehlungen, wie die betroffenen
Abnahmetests angepasst werden können, wenn sich ihre zugehörigen
Anforderungen ändern. Mit solchen Empfehlungen erleichtert unser
Ansatz die Anpassung der Abnahmetests an die geänderten Anfor-
derungen. Zusätzlich bietet unser Ansatz E-Mails und Warnungen,
die die Anforderungs- und Testingenieure an Abweichungen in den
Unterlagen erinnern und so das Risiko von nicht oder falsch kommu-
nizierbaren Änderungen reduzieren.
Diese Dissertation liefert mehrere wissenschaftliche Beiträge: erstens,
Erkenntnisse über das Management von Anforderungen und Abnah-
metests in der Industrie; zweitens, die prototypische Implementierung
des GuideGen Werkzeugs; und drittens, zwei empirische Evaluationen
– eine quantitative und eine qualitative. Alle Studien verwenden reale
Daten aus der Industrie. Die Ergebnisse der ersten Forschungsstudie
zeigen, dass Abnahmetests nicht regelmäßig durchgeführt werden,
was gelegentlich zu verwirrenden Merkmalen und Fehlern führt. Die
zweite Studie zeigt, dass unser Ansatz eine nützliche Hilfestellung
für die Pflege von Abnahmetests und deren Konsistenthaltung mit
veränderten Anforderungen bietet. Das Benachrichtigungssystem er-
leichtert die Kommunikation der Änderungen zwischen verschiede-
nen Interessengruppen und dient als gute Erinnerung an notwendige
Anpassungen. In den beiden Evaluationsstudien haben eine Reihe von
Teilnehmern betont, dass GuideGen ein praktisch nützliches Werk-
zeug ist, das die Erhaltung der Konsistenz zwischen Anforderungen
und Abnahmetests sowie die Kommunikation von Anforderungsände-
rungen erleichtert.
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1Chapter 1
Synopsis
Keeping software requirements and acceptance test documents up-to-
date and consistent when software systems evolve plays a key role in
software maintainability. The purpose of requirements documents is
to provide a means of communication among different stakeholders,
supporting system-testing activities and controlling the evolution of
the system [Dav93]. There are different types of requirements doc-
uments. According to Wiegers [WB13], business requirements are
kept in a vision and scope document, user requirements are kept in
a use case document, while functional and non-functional require-
ments reside in a software requirements specification (SRS). In Agile
projects, business requirements are documented in epics, user and
functional requirements are documented as features and user sto-
ries, while non-functional requirements are defined as backlog con-
straints [Lef10]. In this work we focus on documents that contain user,
functional and non-functional requirements rather than high-level
business goals.
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Acceptance test documents are used for comparing a system to its
initial requirements and the current needs of its end users [MSB11]
and for verifying whether the system implements the requirements as
intended [Lef10]. There are two main types of acceptance test docu-
ments: manual and automated (executable). They are both written
in natural language, but using different levels of formalism. Manual
acceptance tests contain steps and expected results that are written
without following any formal rules. In contrast, automated accep-
tance tests follow a formal syntax, such as Gherkin [WHT17], and are
written in the Given-When-Then form. This work concentrates on
manual, non-executable acceptance test artifacts, since they are used
in industry more frequent than the automated ones.
Requirements and acceptance test artifacts show much synergy, as ac-
ceptance tests are written based on requirements documents [HBCG16],
[Lef10] and they both refer to system’s behavior. Therefore, changes
in requirements documents usually affect their acceptance tests and
the tests should be adapted accordingly. In practice, however, the af-
fected acceptance tests are not always modified, especially in smaller,
centralized teams with good communication [HBCG16].
Many factors lead to inconsistencies between requirements and ac-
ceptance tests documents. For instance, when system requirements
change, the management of acceptance tests is hindered by poor
communication of changes between requirements and test engineers
and low quality of requirements documents [HG18b], [Adz09]. Next,
testers are usually excluded from negotiations about requirements
[HBCG16], [BRB+14]. When requirements engineers/product owners
are not immediately available, due to time pressure test engineers
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often make their own assumptions about the changes in requirements,
which can lead to inadequate adaptations of acceptance tests [HG18b].
Insufficient tool support also hinders the documentation update. For
instance, currently used tools do not offer a centralized solution for
managing both, requirements and acceptance test documents syn-
chronously. Moreover, they do not provide features for automated
traceability, change impact analysis or change propagation. Making
such traces and identifying which documents are affected by changes
in requirements and how they should be adapted still requires man-
ual effort. Moreover, in order to correctly adapt affected acceptance
tests, test engineers require further communication with requirements
engineers, which can be error-prone and time consuming.
In this thesis we propose a solution which provides concrete sugges-
tions about how the affected acceptance tests should be adapted when
their requirements change. Although the alignment of requirements
and acceptance tests depends to a large degree on the organizational
culture and motivation for applying alignment practices [BRB+14],
[HBCG16], we think that having a tool support and concrete guidance
can facilitate this process and motivate practitioners to keep their
documents up to date and consistent.
4 | Synopsis
1.1 State of the Art
In this section, we give an overview of the state of the art regarding
approaches for keeping requirements and other software artifacts up-
to-date, traceable and aligned. In particular, we show that there is
a need for innovative solutions with regard to managing changes in
software requirements and propagating changes to other software
artifacts. Although the existing approaches are, to a large extent, able
to automatically provide correct traces among documents and iden-
tify artifacts affected by a change in a requirement, none of them
provide concrete guidance about how these documents should be
adapted.
1.1.1 Requirements change management
Heraclitus’ assertion saying that change is the only constant is appli-
cable to software engineering activities. In particular, changes in re-
quirements are inevitable and, if not managed correctly, they may lead
to immoderate costs, project delays, or even project failures [BMS02],
[CKI88]. According to Stark et al. [SOSA99], the basic problem is not
the change itself, but the inadequate approaches for dealing with
changes.
In order to ensure better and more efficient requirements change
management, researchers and practitioners focus their attention on
identifying the need for a change, assessing the impact of a change
on other system artifacts and carrying out the change propagation to
ensure co-evolution. In the remainder of this section we present the
current work with regard to these activities.
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Identifying the cause of requirements changes
A first step toward adequate requirements change management is to
identify the cause of a change. According to Christel and Kang [CK92],
factors that trigger changes in requirements are constant change in
users’ needs, disagreement among customers or stakeholders on re-
quirements and changes in organization policies. Other studies found
that developers’ lack of domain application knowledge, hardware
changes and evolution of competitors’ products in terms of used
technologies, contribute to frequent requirements changes [CKI88],
[CF96].
Nurmuliani et al. [NZF04] presented a taxonomy related to the causes
of requirements change. They identified the following eleven causes:
defect fixing, missing requirements, functionality enhancement, prod-
uct strategy, design improvement, scope reduction, redundant func-
tionality, obsolete functionality, erroneous requirements, resolving
conflicts and clarifying requirements. Based on this taxonomy, Saher
et al.[SBG17] classified the reason of change into three main categories,
i.e., mutable, emergent and consequential.
In [HBCG16] (see Chapter 2), we investigated the reasons for changes
in requirements and confirmed many of the already identified issues.
In addition, we found that changes of requirements are mainly trig-
gered by the inability to implement the specified requirements due to
underestimated complexity of requirements.
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Change impact analysis
There are several hundred studies which are concerned with change
impact analysis (CIA) [Leh11]. Bohner and Arnold [BA96] define soft-
ware CIA as "identifying the potential consequences of a change, or
estimating what needs to be modified to accomplish a change". Bohner
[Boh96] classified CIA techniques into two main categories: depen-
dency analysis and traceability analysis. Traceability analysis is doc-
umentation oriented and performed at the requirement and design
level, while dependency analysis concerns the automatic detection
of dependency information at the source code level [AAA+15]. There-
fore in the following text we concentrate on studies about traceability
analysis and automated approaches for change impact analysis be-
tween requirements and other artifacts, that employ IR or NLP con-
cepts.
Antoniol et al. [ACC+02] propose a method for an impact analysis be-
tween artifacts expressed in informal, free text and source code. They
apply both a probabilistic and a vector space information retrieval
model to trace C++ source code onto manual pages and Java code to
functional requirements.
In order to support CIA, Hayes et al. present RETRO [HDS+07], a
requirements traceability recovery tool that employs different IR meth-
ods, such as Vector space retrieval, and user relevance feedback. Their
tool is a basis for other approaches that support change impact analy-
sis between requirements and other software artifacts. For instance,
by using RETRO, Ben Charrada et al. [CKG12] identify impacted re-
quirements based on source code changes.
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Arora et al. [ASG+15a] provide an approach for CIA for natural lan-
guage requirements. They support inter-requirements CIA by calcu-
lating a normalized matching score based on propagation conditions.
What distinguishes this approach from other NLP approaches for CIA
is that it automatically detects and takes into account the phrasal
structure of requirements statements and not only standalone words
or characters. The approach is implemented in a prototype tool called
NARCIA (Natural Language Requirements Change Impact Analyzer)
[ASG+15b].
Borg et al. [BWRR17] introduce ImpRec, a recommendation system
for CIA between artifacts written in natural language. ImpRec builds
on assisted tracing, using information retrieval solutions and min-
ing software repositories to recommend software artifacts written in
natural language that are potentially impacted by changes in issue
reports. The approach calculates similarity between the issue reports
and recommends the potentially impacted artifacts for incoming issue
reports.
Although some of these approaches can be applied between require-
ments and acceptance tests, none of them originally provides methods
for automated CIA between such documents, despite the fact that
aligning requirements and acceptance tests is of particular interest
for industry and needs more automation. More details about require-
ments and tests alignment are described in Subsection 1.1.3.
Change propagation and co-evolution
There is limited research with respect to change propagation, espe-
cially in the context of natural language software artifacts. Yskout et al.
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[YSJ10] present an approach for generating guidance on how to adapt
architecture artifacts when requirements change by using change pat-
terns. However, in their work all artifacts and change patterns are
described in model-driven terms and not in natural language.
The aim of the work of Han [Han97] is to support developers with a
framework for change management in the software engineering envi-
ronment [WH94] to enable impact analysis and change propagation.
The proposed impact analysis approach is a combination of automatic
application of codified rules and interactive confirmation of potential
impacts. It is applicable to code and non-code artifacts, but only in
the in the context of a (generic) software engineering environment.
The approach is not designed to be applied to the artifacts outside the
application context, such as requirements or acceptance test docu-
ments.
Ben Charrada et al. [BCKG15] present an approach for identifying out-
dated requirements based on source code changes. They first identify
changes applied to the source code, extract the keywords describing
the changes and then trace these keywords to the requirements specifi-
cation in order to identify not only which requirements documents are
affected by a change, but also the parts of the requirements document
that need to be adapted.
One of the shortcomings of the existing approaches is that they re-
quire certain formalization in specifying software artifacts, so that
changes can be correctly propagated from one artifact to another.
Moreover, the approaches do not consider acceptance tests, but rather
focus on change propagation between requirements, source code or
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architecture artifacts. In our work, we aim at ensuring co-evolution
of requirements and their acceptance tests. Moreover, our approach
does not require any formal syntax for specifying requirements and
acceptance tests.
1.1.2 NLP research in requirements engineering
Since the early 90’s researches have studied the role of NLP in require-
ments engineering [Rya93]. Berry et al. [BGST12] classified NLP tools
into the following categories:
1. tools to find defects and deviations from good practice in natural
language requirements documents;
2. tools to generate models from natural language descriptions;
3. tools to infer trace links between requirements among them-
selves or between requirements and other software artifacts;
4. tools to identify the key abstractions from natural language doc-
uments.
We previously explained how NLP can be used to support more effi-
cient requirements change management via tools and methods for
change impact analysis [ASG+15a], [BWRR17] and tracing [HDS+07],
thus describing the tools from the third category in the classification
of Berry et al. [BGST12]. In this subsection we provide an overview
of the existing methods and tools that belong to the remaining cate-
gories.
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NLP methods to improve the quality of requirements specifications
and ease the communication between stakeholders
In their online market research [LMP04], Mich et al. assessed the
demand for developing a NLP-based software engineering tool for
analyzing documents written in natural language. The results of the
study show that requirements documents are in most of the cases
provided by customers and written in unstructured natural language.
Therefore, the authors emphasize the importance of using linguistic
techniques and tools to support requirements analysis.
Lucassen et al. [LDvdWB16] provide an Automatic Quality User Story
Artisan framework (AQUSA). AQUSA uses NLP techniques to detect
quality defects in user stories and to suggest possible remedies. They
extend their work by developing an approach for extracting conceptual
models from natural language requirements, called Visual Narrator
[LRD+17]. The authors argue that extracting models from require-
ments helps to identify dependencies, redundancies and conflicts
between requirements and, therefore, improves their quality. More-
over, together with other researchers (e.g. [HG03], [DM06]), they claim
that this concept contributes to easier communication between stake-
holders.
Rosadini et al. [RFG+17] investigated to what extent NLP can be prac-
tically applied to detect defects in the requirements documents. They
found that, although human review cannot be replaced, NLP support
can help in reducing the workload by prioritizing the requirements to
be manually analyzed for defects. In addition, they found that NLP
1.1 State of the Art | 11
can be used to check for defects left behind after a manual analy-
sis has been performed, which is originally suggested by Berry et al.
[BGST12].
In order to decrease ambiguities and inconsistencies in requirements
and avoid misinterpretations, researchers used NLP methods to auto-
matically derive formal UML models from natural language require-
ments, such as class diagrams [IA10], [MP12], activity diagrams [SGB14],
state diagrams [MGND17] and others. These formal models are then
used to communicate requirements among different stakeholders or
to derive other models in an automated way. For instance, they are
used for an automated creation of test cases from natural language
requirements.
Generating tests from models obtained from natural language de-
scriptions
Ryser and Glinz derive test cases from use cases, by firstly transform-
ing unstructured use cases in natural language to statecharts [RG+00].
Similarly, Riebisch et al. derive test cases by using state diagrams
[RPG03]. Hasling et al. use activity diagrams [HGB08] for this purpose.
Other approaches for deriving tests from requirements in an auto-
mated way do not require additional behavioral modeling, but they
require manual intervention by the testers for test generation, such as
provision of input test data [dSJV12] or additional level of formalism
when specifying requirements [dCdMBH15], [Heu01].
More recent approaches avoid additional behavioral modeling and use
restricted use case modelling (RUCM) [YBL13] instead. For instance,
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Wang et al. [WPG+15] use RUCM to automatically derive test cases
from requirements written in free-form natural language. Other ap-
proaches use requirements specified in a Controlled Natural Language,
such as SysReq CNL [dCdMBH15]. For example, NAT2TEST [CBC+15]
is an approach and a tool for automated generation of test cases from
natural language requirements specified in SysReq CNL.
Identifying the key abstractions from natural language documents
In order to support analysts to gain understanding of an unfamil-
iar domain, researchers implemented approaches for identifying the
key abstractions from documents written in natural language. For
instance, Gacitua et al. present their “Relevance driven abstraction
identification” method (RAI) [GSG10], which identifies single- and
multi-word abstractions, i.e. terms that have a particular significance
in a given domain, in order to facilitate learning the key concepts of a
new domain. Goldin et al. developed AbstFinder [GB94], an approach
for finding abstractions in natural language text in order to support
requirements elicitation.
We see that NLP is used for various purposes in requirements engi-
neering. In our work, we use NLP for enabling change propagation
between requirements and acceptance tests by generating guidance
in natural language.
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1.1.3 On aligning requirements engineering and test-
ing activities
The alignment of requirements engineering and testing activities (RET)
refers to linking information between people and/or documentation
using mechanisms of varying formalism and complexity [UFG14]. For
instance, methods for ensuring RET may be applied on organization,
process or documentation level. In further text we explain the existing
methods for ensuring RET and the most common challenges.
A proposed way for ensuring RET is to involve testing roles in re-
quirements activities and change management process [BRB+14],
[UKKD08]. Similarly, Fogelström and Gorschek [DFG07] found that
involving testers as reviewers of requirements increases the interac-
tion with requirements engineers and can improve the overall quality
of the requirements, thereby supporting RET. Although clear bene-
fits of involving test engineers in requirements-related activities are
recognized, this practice is not always applied. The reason is unavail-
ability of requirements and test engineers due to other assignments
and distributed development [UKKD08].
One of the methods for aligning requirements and acceptance tests
documents is an automated generation of traces between software
artifacts, including requirements and acceptance tests. For instance,
Lucia et al. [LFOT07], [DLFOT04] developed a traceability recovery
tool based on Latent Semantic Indexing (LSI), Lormans et al. [LVD06]
assessed how LSI can be used for reconstructing requirements trace-
ability in design and test, while Cleland-Huang et al. [CHCC03] imple-
mented an event-based tracing approach.
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Another method for achieving RET is an automated derivation of ac-
ceptance tests from natural language requirements. Escalona et al.
[EGM+11] assessed twenty-four approaches for automatic generation
of test cases from functional requirements written in natural language,
that were developed between 1988 and 2008. They conclude that none
of the approaches closes the problem of generating functional test
cases automatically in a satisfactory way and suggest the usage of stan-
dards for specifying documents and more formal methods to describe
the process of generating tests from requirements. We described some
of these approaches in the previous subsection (see NLP research in
requirements engineering).
In general, using system level requirements to derive acceptance test
cases imply the following challenges: requirements and the test cases
may (1) differ in level of abstraction, (2) make use of different ontolo-
gies and (3) be written by and for people with different competencies
[DEW+18]. In order to mitigate these challenges, researchers rely
on transforming natural language requirements into formal repre-
sentations and base their work on such formally expressed require-
ments.
Finally, in order to ensure RET, some researchers propose a usage of
acceptance tests as requirements [MMC06], [MRM04], [BB17], [HS12].
This is especially accepted in agile communities, as this practice re-
quires good, continuous communication [BB17].
The role of communication in RET
Several researchers emphasized the importance of communication for
achieving RET [BMC+14], [BRB+14], [SLE+10], [LB14], [UKKD08]. For
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instance, Bjarnasson et al. [BRB+14] identified that human aspects,
such as cooperation and communication, are a critical basis for the
alignment. Similarly, Sabaliauskaite et al. [SLE+10] investigated the
challenges in RET caused by poor communication and inadequate tool
support. Uusitalo et al. [UKKD08] emphasize the importance of imple-
menting strong person-to-person links between requirement and test
engineers. Moreover, Karthasu et al. [KIK+10] define communication
as "the heart of agile software development".
Despite the identified importance of communication, the studies ex-
plain that the challenges in achieving successful communication are
still present due to distribution of teams within organizations, poor
documentation quality, domain knowledge of different stakeholders,
an inadequate tool support or usage, etc.
1.1.4 State of the Art and Thesis Contribution
There is a significant amount of work in terms of requirements change
management and alignment of requirements and acceptance tests,
either through best practices or an automation of processes. However,
there is still a lack of research on how to handle the changes and
propagate them from requirements to acceptance tests.
There is a promising body of research on identifying affected docu-
ments based on changes in requirements. We shed a light on some
of the existing approaches that use NLP and IR techniques to provide
such links. We used two of the approaches, NARCIA and ImpRec to
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assess to what extent they are able to correctly identify affected ac-
ceptance tests based on changes in the related requirements. In such
a way we investigated whether the approaches can be used for CIA
in GuideGen. The experiment and detailed results are presented in
Chapter 6.
As previously shown, the current research on automated traceability
for change impact analysis to a large extent answers the question of
identifying what documents should be adapted when requirements
change. However, research on how the affected documents should be
adapted based on the changes in requirements is still missing.
In our work, we aim at filling this gap by providing concrete sugges-
tions in natural language about how to adapt acceptance tests based
on changes applied to requirements. In order to provide such sugges-
tions, we rely on the existing research and assume that traceability
links between requirements and acceptance tests exist. Our approach
does not fully automate the change propagation between require-
ments and acceptance tests. Instead, it supports test engineers in mak-
ing decisions on how to adapt acceptance tests, without necessarily
communicating to requirements engineers nor manually comparing
versions of a changed requirement.
Researchers point out that communication plays an important role
in achieving requirements and test alignment. However, this is still
a challenging task. With automatically generated guidance, e-mails
and warnings about mismatches in artifacts, we aim at facilitating
communication between different stakeholders, primarily between
requirements and test engineers.
1.2 Research Goal and Questions | 17
1.2 Research Goal and Questions
As motivated by the knowledge gap described in Section 1.1.4, we
define our research goal as follows:
Thesis goal
Support requirements engineers and testers in maintaining
the alignment between requirements and acceptance test doc-
uments when systems evolve.
In order to deliver an effective method for keeping requirements and
acceptance tests aligned and up-to-date, it is essential to first inves-
tigate how requirements and acceptance test documentation is cur-
rently maintained in practice, what methods and tools are used and
what challenges are encountered. Thus, our first research question is
an exploratory knowledge question:
Research question 1 (exploratory)
RQ1. How are requirements and acceptance test documents
currently maintained in practice?
By assessing the current state of practice and the faced challenges,
we were able to better understand the current needs of practitioners
with respect to requirements and acceptance tests management. We
found a need for providing a novel method that can facilitate require-
ments and acceptance tests change management in an automated way.
Therefore, we derived the following design research question:
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Research question 2 (design)
RQ2. What is an effective tool-based approach for keeping
requirements and acceptance tests consistent when system
requirements evolve?
To evaluate how our approach meets the thesis goal, we perform two
evaluation tasks. The first evaluation assesses how well the approach
performs in terms of generating correct, complete and intelligible
guidance. With the second evaluation we assess the usefulness and
applicability of the approach. Hence, we derive the following two
research questions:
Research question 3 (evaluation)
RQ3. How successful is our approach in generating natural
language suggestions for adapting acceptance tests based on
changes in requirements?
Research question 4 (evaluation)
RQ4. How useful and applicable is our approach for real-world
projects and organizations?
In order to measure the success of the approach in generating guid-
ance, we need to assess to what extent the generated suggestions are
correct in terms of proposed actions, complete, understandable and
compliant with the affected acceptance tests. To provide suggestions
that are correct in terms of actions, the approach firstly needs to be
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able to correctly identify the relevant change patterns applied to a re-
quirement. Secondly, the rules for generating suggestions about how
to adapt affected acceptance tests need to cover the relevant change
patterns. Finally, the actions proposed by the approach must comply
with the current content of the acceptance tests. Therefore, we further
divide RQ3 into the following three sub-questions:
• RQ3.1: How successful is the approach in identifying the rele-
vant change patterns applied to a requirement?
• RQ3.2: To what extent do the defined rules for generating sug-
gestions cover the possible change patterns applied to a require-
ment?
• RQ3.3: To what extent are the generated suggestions applicable
to the affected acceptance tests?
Since existing approaches for change impact analysis show promising
results, as described in Section 1.1.1, in our work we primarily focus
on change propagation between requirements and acceptance tests
rather than on the change impact itself. However, as a requirement can
have more than one related acceptance test, the approach should be
able to firstly identify which acceptance tests are affected by a change
before generating concrete guidance about how to handle the change.
Therefore, we derive our fifth research question:
Research question 5 (exploratory)
RQ5. How well do the existing approaches for change impact
analysis perform when applied between requirements and
acceptance tests?
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We answered our research questions in an iterative manner. The first
four questions are fully answered in this thesis, while for RQ5 we
present preliminary results, which provide the basis for our future
work. In the following section we describe the research methodology
applied to answer the questions.
1.3 Research Methodology
We choose a pragmatic approach for our research [CC17], as our main
focus is to investigate what current issues practitioners are facing with
regard to requirements and acceptance test documentation manage-
ment and how these issues can be solved. By receiving feedback and
further investigating challenges faced in industry, we kept our research
practice-oriented and, therefore, we chose the pragmatic approach
[ESSD08].
In our research we used the methodology inspired by Wieringa and
Heerkens [WH06]. We started our research with investigating the prob-
lem (RQ1). Based on the obtained findings we designed the conceptual
solution (RQ2) which was then implemented in a tool prototype. We
iteratively evaluated and evolved our approach to get early feedback
on our ideas and the tool prototype. In particular, as soon as we imple-
mented the first prototype, we evaluated it by using real-world data
obtained from three companies (RQ3). We then showed the proto-
type to seven practitioners from these companies and performed a
further assessment of the practitioners’ needs and potential improve-
ments.
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Based on the results form the first evaluation, we enhanced GuideGen
and performed the second evaluation on usefulness and applicability
(RQ4). Similarly to the previous evaluation, this evaluation enabled us
to investigate further issues with the approach and the tool and elicit
more requirements from practitioners. The second evaluation and
redesign of our tool opened the new challenges that need to be further
investigated (RQ5). An overview of the methodology applied in this
research is presented in Figure 1.1.
Ini$al	Problem	
	Inves$ga$on	
Solu$on	Design	
Solu$on	
Implementa$on	
Implementa$on	
Evalua$on	
Further	Problem	
Inves$ga$on	
&	
requirements	
solu$on	
speciﬁca$on	
prototype	
improvements	of	understanding	
&	
new	requirements	
?	
?	
Figure 1.1: Our research methodology, adapted after [WH06].
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1.4 Overview of GuideGen
In this thesis we contribute an approach for supporting requirements
engineers and testers in keeping requirements and and acceptance
tests aligned via automatically generated guidance. The name Guide-
Gen stands for both: the conceptual approach and its proof of concept
implementation. In this section we first explain the general opera-
tion context and then present two typical scenarios performed when
working with GuideGen .
1.4.1 Operation context
Software-based systems constantly evolve, posing a challenge of main-
taining software artifacts according to the newly introduced changes
and keeping them consistent among each other. In order to facilitate
the management of software artifacts, practitioners seek for appropri-
ate tool support. In particular, among many tools for documentation
maintenance and change management, several tools gained popu-
larity and are regularly used in industry. For instance, Attlasian tools,
such as Jira [jir] and Confluence [con], are currently the leading tools
on the market. Popular tools for test change management are TestLink
[tes] or QAComplete [qac]. Microsoft Word and Excel are still used
in practice for documenting and managing requirements and accep-
tance tests, although they do not provide features tailored for effective
change management.
All these tools are either requirements- or test-oriented and links be-
tween them are maintained manually. The documents are traced and
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linked via IDs that must be inserted manually. This is error prone and
time consuming and, therefore, often neglected by companies, which
often results in having no links between documents at all. Automated
approaches proposed by researchers and presented in Section 1.1.1
are not commonly applied in industry.
To our knowledge, TFS [tfs] is the only practically used tool that man-
ages requirements and acceptance tests simultaneously and does not
require manual linking between the documents. This tool adopts the
concept of deriving acceptance tests from the existing requirements.
In fact, the tests cannot be created independently without prior specifi-
cation of requirements. We implement the same concept in GuideGen,
as this is the common way of specifying acceptance tests [HKS97],
[MSB11], [HBCG16]. Moreover, this concept provides traces between
requirements and their tests without any additional effort.
Although TFS supports change impact analysis by providing features
for maintaining links between requirements and acceptance tests, it
does not provide support in terms of handling the change. GuideGen
goes beyond the existing approaches by providing concrete guidance
about how to adapt acceptance tests based on changes applied to their
corresponding requirements.
1.4.2 GuideGen Scenarios
In this subsection we explain the two main scenarios performed when
working with GuideGen: inserting new requirements and acceptance
tests into the system and managing changes applied to a require-
ment.
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Scenario 1. Insertion of new requirements and acceptance tests
into GuideGen
There are two ways to insert new documents into GuideGen: 1. up-
loading requirements and acceptance tests from an external excel file
and 2. adding new requirements and acceptance tests through the
GuideGen user interface, as shown in Figure 1.2.
GuideGen systemRequirements engineer QA/Test engineer 
Start GuideGen  
and upload the data 
Insert acceptance  
tests data into Excel
Load the data from  
Excel into the system 
Start GuideGen and  
add a new requirement  
Insert requirements  
data into Excel
Store the requirement 
into the system 
Notify test engineers 
 and other subscribers 
Add acceptance tests  
for newly added  
requirement 
Notify requirements  
engineers and other  
subscribers  
1.
2.
Figure 1.2: Uploading/adding new requirements and acceptance
tests into GuideGen.
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When uploading requirements and acceptance tests from an external
document, the data must be provided according to the given template1.
Currently, only import from an Excel file is possible, but this can be
customized for other formats without a large effort. In this case, when
data are uploaded from Excel, a requirements engineer and a test
engineer separately insert the data into one shared Excel file and, once
the insertion is complete, the requirements engineer uploads the data
through the GuideGen application. This way of inserting new data into
GuideGen requires prior communication between requirements and
test engineers, when preparing the Excel file to be uploaded.
Another way is to insert new data through the GuideGen application.
In such a way, no additional communication between requirements
and test engineers is needed, as GuideGen notifies subscribers about
every insert, via automatically generated e-mails.
Scenario 2. Change Management with GuideGen
In this subsection we explain how changes applied to requirements
are managed and propagated to their related acceptance tests. Fur-
ther, we explain the concepts used in GuideGen for managing the
changes. Figure 1.3 presents the change management scenario with
GuideGen.
As soon as a requirements engineer applies changes to a requirement,
GuideGen analyzes the changes and generates guidance about how
1The template with the examples of requirements and their tests can be downloaded
from the following Github repository: https://github.com/hotomski/guidegen
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Figure 1.3: Managing changes with GuideGen.
the acceptance tests associated to that requirement should be adapted.
The system then sends a notification e-mail to test engineers and other
subscribers, such as product owners, or developers. In addition to
the e-mail, GuideGen shows a warning sign next to the affected test
ID. This warning sign indicates that there is a mismatch between the
modified requirement and its related acceptance test. The mismatch
represents all the differences introduced by changes in the require-
ment that were not applied in the affected acceptance tests, such as
additions or deletions of sentences or word classes that cause changes
in acceptance tests (e.g. nouns, verbs, numerical values, etc.). By
showing the warning sign, we ensure that all stakeholders are aware
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of mismatches through the application. As soon as the test engineer
applies the suggested changes to the affected test case, warning sign is
automatically removed and subscribers are notified about the adap-
tion.
When more than one acceptance test is related to a requirement,
GuideGen currently generates one, generic guidance for all of them.
In order to identify which of the tests are actually affected by a change,
an automated change impact analysis is needed.
We already investigated whether the existing approaches for an auto-
mated change impact analysis, explained previously in Section 1.1.4,
can be used in GuideGen and we got to encouraging results. By incor-
porating one of the approaches, GuideGen could identify which of the
related tests are affected and show the warnings and suggestions only
for those tests. This will be the subject of future work.
The main concepts behind the change management scenario.
When changes in a requirement occur, GuideGen identifies relevant
change patterns applied to the requirement, generates guidance about
how to adapt the related acceptance tests and notifies the subscribed
parties about the changes and the generated guidance, as presented
in Figure 1.4.
Identifying relevant change patterns. When a requirements engineer
applies changes to a requirement, GuideGen compares the old and
the new version of the requirement and identifies sentences that have
been added, deleted and modified. For the modified sentences Guide-
Gen further identifies the exact words that have been added, deleted
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Figure 1.4: Managing changes with GuideGen.
or modified. When all the change patterns are identified, GuideGen
determines which of them are relevant. Relevant change patterns are
the ones that require the adaptation of the affected acceptance tests
and only those are processed further.
Generating guidance. For every relevant change pattern, there is a
rule in GuideGen describing how to formulate the static and dynamic
parts of the suggestion that GuideGen generates for the corresponding
change in a requirement.
Static parts describe actions that should be performed by testers in
order to keep the acceptance tests consistent with the changed require-
ment. For instance, when a whole sentence is added, the following
static part is formulated: “Add new steps to verify that”.
Dynamic parts fill in the gaps between static parts and describe the
specific actions that are being tested within the test case (e.g. “users
can log in by using their phone”). By combining the static and dynamic
parts we formulate suggestions about how to adapt the affected test
case (e.g. “Add new steps which verify that users can log in by using
their phone”). We derived twenty-five rules for generating suggestions,
which will be presented later in Section 6.3.
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Notifying subscribed parties. GuideGen sends the generated sugges-
tions to the subscribed parties via e-mail. The e-mail contains data
about the affected tests that should be adapted, the list of generated
suggestions and the summary of changes applied to the requirement.
In addition, testers can find the generated suggestions in the appli-
cation itself. The suggestions are shown in the form for editing the
affected test case. Furthermore, warnings shown in the application
indicate that there is a mismatch between requirements and their
tests.
1.5 Roadmap and Chapter Summary
This thesis consists of five peer-reviewed scientific articles, presented
in Chapters 2-6, which contribute to the achievement of the thesis
goal. In the remainder of this section we describe the main contribu-
tions of each of the articles and map them to the research questions
described in Section 1.2. In Figure 1.5 we illustrate the roadmap of
this thesis, showing the relation between thesis chapters, research
questions, research methodology and scientific articles.
1.5.1 Chapter 2: Writing and Managing Requirements
and Acceptance Test Documents in Practice
Chapter 2 represents the initial problem investigation step in our re-
search methodology and answers the first research question (RQ1). In
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Chapter 2 An Exploratory Study on Handling Requirements and Acceptance Test Documentation inIndustry, S. Hotomski, E. Ben Charrada, and M. Glinz, 24th IEEE International Requirements
Engineering Conference 2016 (RE'16)
Chapter 3
GuideGen – A Tool for Keeping Requirements and Acceptance Tests Aligned, S. Hotomski
and M. Glinz, 40th International Conference on Software Engineering 2018 (ICSE'18)
Keeping Evolving Requirements and Acceptance Tests Aligned with Automatically Generated
Guidance, S. Hotomski, E. Ben Charrada, and M. Glinz, 24th International Working Conference on
Requirements Engineering: Foundation for Software Quality (REFSQ'18)
Chapter 4
Chapter 5
Chapter 6
A Qualitative Study on Using GuideGen to Keep Requirements and Acceptance Tests
Aligned, S. Hotomski and M. Glinz, 26th IEEE International Requirements Engineering
Conference 2018 (RE'18)
GuideGen: An Approach for Keeping Requirements and Acceptance Tests Aligned via
Automatically Generated Guidance, S. Hotomski and M. Glinz, Information and Software
Technology (IST), 2019.
Chapter 3
Figure 1.5: The roadmap of the thesis.
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Chapter 2, we describe an exploratory study, conducted with twenty
practitioners from fifteen companies. The study investigates how
practitioners write and maintain requirements and acceptance test
documentation and what challenges they encounter. In addition, we
investigated to what extent practitioners are satisfied with the current
tools for managing requirements and acceptance test documentation
and what features they envision for more efficient documentation
management. Therefore, the main contribution of this work are re-
vealed challenges and identified features, needed for enabling more
efficient documentation management.
The results of this study show that there are still many challenges
encountered when writing and maintaining requirements and ac-
ceptance test documents. For instance, test engineers are still not
included in requirements engineering activities and additional, prefer-
ably verbal, communication is requested in order to align require-
ments and testing activities. Furthermore, we found that acceptance
tests are not regularly maintained, which, for instance, results in re-
porting bugs for actual features.
With regard to the current tool support, the study showed that the
currently used tools do not provide much automation for maintaining
trace links and changes.
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1.5.2 Chapter 3: Keeping Evolving Requirements and
Acceptance Tests Aligned with Automatically Gen-
erated Guidance
Chapter 3 represents solution design and implementation evaluation
with further problem investigation in our research methodology. In
Chapter 3, we describe the conceptual solution, all the algorithms
and methods used in the initial GuideGen implementation and define
rules for generating suggestions, thus answering our RQ2.
We evaluated the implemented approach and the prototype tool by us-
ing three datasets from three companies. For 262 non-trivial changes
of requirements GuideGen generates suggestions that are further eval-
uated by seven practitioners from the companies. The goal is to as-
sess to what extent suggestions, generated by GuideGen, are correct,
complete and understandable. The assessment is performed by prac-
titioners who characterized each of the generated suggestions as cor-
rect or incorrect according to the seven criteria. Therefore, with the
study described in Chapter 3 we also answer our RQ3 and its sub-
questions.
The study also includes a short qualitative assessment of GuideGen,
aiming at further investigating the possible improvements of the ap-
proach and the tool. Based on feedback obtained from the seven prac-
titioners, we improved GuideGen accordingly. The improved version
of the GuideGen tool is described in Chapter 4 and further evaluated
in our qualitative study, which is presented in Chapter 5.
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1.5.3 Chapter 4: GuideGen: a Tool for Keeping Require-
ments and Acceptance Tests Aligned
Chapter 4 of this thesis presents the GuideGen tool, including a short
demo video2. In this publication we present the typical scenarios
performed when using GuideGen as a documentation management
tool. The goal is to present the principal features of GuideGen and its
user interface, so that the audience can get the first impression of how
it would be to work with the tool and what benefits it brings.
This chapter represents the implementation in our research methodol-
ogy. Although Chapter 4 does not cover any research questions, it is an
essential part of this thesis, as it presents the practical implementation
of our conceptual solution.
1.5.4 Chapter 5: Usefulness of GuideGen and its Appli-
cability to Real-World Projects
In Chapter 5, we describe our interview-based study, conducted with
twenty-three industrial practitioners from ten companies. Every trial
in this study consists of three parts: (1) introductory presentation, in
which we presented the GuideGen approach and showed the demo
video; (2) tool trial, in which practitioners used examples from their
current projects to try the GuideGen tool; and (3) interview with
practitioners, in which we asked about the practitioners’ opinion to-
wards the general usefulness and applicability of the approach and
the tool.
2GuideGen demo video: https://vimeo.com/254865530
34 | Synopsis
The goal of this study is to investigate to what extent are automatically
generated suggestions useful for practitioners and whether they per-
ceive the proposed way of communicating requirements changes as
beneficial. The study shows that having suggestions on how to adapt
the acceptance tests based on the changes in requirements is superior
to only being informed about the changes in a requirement. Commu-
nicating changes via automatically generated e-mails and warnings is
seen as a positive aspect of the approach, although some practition-
ers expressed concerns about a potential flood of notifications when
changes occur frequently.
With this qualitative study we reveal the benefits of GuideGen iden-
tified by the practitioners and investigate potential improvements in
order to define a baseline for our future work. Therefore, Chapter 5
presents implementation evaluation and further problem investiga-
tion in our methodology. With this qualitative study we answer our
RQ4.
1.5.5 Chapter 6: GuideGen Overview and a Step Towards
an Automated Change Impact Analysis
In Chapter 6, we provide a comprehensive GuideGen overview. Based
on the identified improvements in the qualitative study described in
Chapter 5, we further adapted GuideGen, so that it potentially be-
comes applicable to wider range of projects. In Chapter 6 we describe
all the adaptations, provide a concise explanation of the rules for gen-
erating suggestions and explain technical details and choices we made
when implementing the approach, thus covering our RQ2-RQ4.
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In addition, Chapter 6 includes details about an experiment we con-
ducted in order to make a first step towards achieving change im-
pact analysis with GuideGen. We applied the existing approaches for
change impact analysis between textual documents, NARCIA [ASG+15b]
and ImpRec [BWRR17], to a set of requirements that have more than
one acceptance tests related. The data set is obtained from an indus-
trial project, provided by a medium-size company.
The goal of the experiment is to assess how well the existing approaches
perform when applied between requirements and acceptance tests,
thus revealing whether these approaches can be used for identify-
ing affected acceptance tests based on changes in their requirements.
Therefore, Chapter 6 discusses potential future work and answers our
RQ5.
1.6 Contributions
The contributions of this theses are twofold.
Firstly, in our exploratory study we analyzed the state of practice with
regard to requirements and acceptance tests documentation in industry.
We revealed the characteristics of the typical process of writing and
maintaining the documents during the software evolution and iden-
tified the most frequent challenges that practitioners encounter. In
such a way, we learned about the practitioners’ needs towards more
efficient documentation change management. In particular, we fo-
cused on finding an efficient method for keeping requirements and
acceptance tests up-to-date and aligned.
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Secondly, based on the lessons learned from the exploratory study
we developed and evaluated a novel approach for keeping require-
ments and acceptance tests consistent by using automatically generated
guidance. Therefore, making the following contributions:
• The conceptual solution of our approach, which relies on IR and
NLP concepts in order to automatically generate guidance about
how to adapt acceptance tests based on changes in unstructured,
textual requirements;
• An implementation of the conceptual solution represented by
the prototype GuideGen tool;
• Two evaluations of GuideGen - the first one shows how success-
ful GuideGen is in generating concrete suggestions in natural
language, while the second one shows how useful and applicable
GuideGen is for real-world projects.
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Chapter 2
Writing and Managing Requirements
and Acceptance Test Documents in
Practice
Original publication:
An Exploratory Study on Handling Requirements and Acceptance Test Documenta-
tion in Industry
S. Hotomski, E. Ben Charrada, and M. Glinz
24th IEEE International Requirements Engineering Conference (RE’16), pages 116–129,
IEEE, 2016 ([HBCG16])
Abstract
With the emergence and spread of agile processes, the practices of writ-
ing and maintaining documentation have drastically changed in the
last decade. In this work, we performed a qualitative study to explore the
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current practices for managing two related types of software documenta-
tion: requirements and acceptance tests. We interviewed twenty practi-
tioners from seventeen business units in fifteen companies to investigate
the companies’ practices for writing, maintaining and linking require-
ments and acceptance test documentation. The study yields interesting
and partially unexpected results. For example, we had expected that
tests would be more extensively documented than requirements, while
we found a strong linear correlation between the number of require-
ments and tests in our sample. We also found that technical people are
usually not involved in the requirements engineering activities, which
often results in misunderstood or underestimated requirements. Ac-
ceptance tests are written, in many cases, based on requirements that
are not necessarily detailed enough. Also, acceptance tests are not regu-
larly maintained, which occasionally results in confusing features and
bugs.
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2.1 Introduction
Requirements engineering and testing are related activities that show
much synergy. Linking the testing and requirements activities can
benefit both sides and save money and time [Gra02]. For example,
conceiving test scenarios concurrently with the elicitation and docu-
mentation of requirements helps uncover potential problems earlier,
thus leading to better software quality [DC06].
Among the different types of tests, acceptance tests are those which
are most related to requirements as they strive for “comparing the
program to its initial requirements and the current needs of its end
users” [MSB11]. Due to this strong relation, several advocates of agile
software development even suggest to write requirements in the form
of acceptance tests [MM08][Pug10].
In this work, we explore the current practices related to requirements
engineering and acceptance testing.
Whenever we talk about tests, testing, or test documentation in the
remainder of this paper, we always mean acceptance testing. The term
“requirements” denotes product requirements in the context of this
paper.
In contrast to previous studies on requirements and testing (e.g. [BRB+14],
[UKKD08]) our study focuses specifically on the documentation aspect
of the requirements and acceptance testing activities. Concretely, we
investigated how the requirements documentation and the tests docu-
mentation are written, by whom they are written, in what format they
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are specified and how useful they are for the requirements engineering
and acceptance testing activities.
We also examined how the documentation is evolved and maintained.
For instance, we looked for the main triggers for change in require-
ments and tests, the current update procedures and the factors that
support or hinder the documentation update. The results of this pa-
per are based on semi-structured interviews with twenty practition-
ers.
The paper is organized as follows. In Section 2.2 we describe the
research methodology, including study design, research questions and
threats to validity. Section 2.3 presents the key findings of our study,
which are then discussed in Section 2.4. Section 2.5 presents related
work. Section 2.6 concludes the paper with a summary and directions
for future work.
2.2 Research Goal and Methodology
Our goal is to understand the current practice of requirements and ac-
ceptance test documentation management, as well as the challenges
faced during this process. As a first step towards this goal, we con-
ducted a qualitative exploratory study, using semi-structured inter-
views [8]. The interviews were based on a predefined interview instru-
ment1, composed of five parts. The first and the second part focus
1https://data.mendeley.com/datasets/szvyjpytyh/1
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on the characterization of the interviewees and the companies, re-
spectively. In the third part we investigate the company practices for
writing requirements and test documentation. Next, we explore the
practices related to the evolution and update of the documentation.
Finally, we asked the participants about the characteristics of the per-
fect tool for supporting the documentation management. We also
gave the participants the opportunity to freely talk about matters that
they think could be related to the topic of the interview and which
have not been addressed.
2.2.1 Research Questions
From our research goal, we derived the following two research ques-
tions:
RQ1. How are requirements and test documents written in practice?
With this question, we aimed at exploring how requirements and test
documents are written, who writes them and in which format they
are specified. Besides, we looked into the factors that influence the
documentation practices, such as the company organization, the used
process models and the available tools.
RQ2. How are requirements and acceptance tests updated and what
difficulties are faced? With this question, we aimed at examining
how the requirements documentation and the test documentation
are maintained and evolved. For example, we investigated what are
the main triggers for change in requirements and in tests. We also
explored the current documentation update practices as well as the
factors that support or hinder the documentation update.
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2.2.2 Study design
Preparation
Based on a review of the existing literature about the management
and use of software documentation in practice, we shaped our re-
search questions and created the interview instrument to answer the
research questions. The interview instrument was validated and im-
proved in two rounds: first it was reviewed and discussed within our
research group. Second, we conducted two pilot interviews, one with
a researcher from our group and one with a practitioner who was not
involved in the study design.
Participants
For the selection of participants, we used a purposeful sampling strat-
egy [Pat90]. The selected participants needed to satisfy the following
two criteria: [C1] they work for a company in which requirements and
test documentation exist in some form, [C2] they are knowledgeable
about and/or directly involved in the requirements engineering and
design processes and the test planning process.
We interviewed twenty practitioners from seventeen business units
in fifteen companies, located in seven countries. The interviewees
had between two and twelve years of experience in their respective
fields.
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The geographic distribution and the size of the companies are shown
in Figure 2.1 and Figure 2.2, respectively.
Companies C4 and C7 both consist of two units that have significantly
different characteristics in terms of the software process model ap-
plied, the team structure and the type of the produced software. In
both companies we interviewed one representative from each unit
separately. Therefore we treated these units as separate companies,
named C4.a, C4.b and C7.a, C7.b, respectively. Thus, for simplicity, we
report about a total of seventeen companies in the remainder of this
paper.
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We interviewed the participants individually, except for companies
C3, C8 and C12, where we interviewed participants in pairs. Since
these interviewees had different roles in their respective companies,
we could obtain two complementary views of the practices in these
companies. An overview of the participants and their companies is
shown in Table 2.1.
We distinguish two types of companies: product-oriented companies
develop market-driven software products, while project-oriented ones
develop bespoke software for specific customers. The main differences
between the two types are summarized in Table 2.2.
Only three of the interviewed companies use a waterfall software pro-
cess model; all others employ different types of agile development
models (see Figure 2.3).
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Figure 2.3: Software process models used
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Table 2.1: Overview of the participants and their companies
Comp. ID & role Domain Type SPM
C1 P1 - Test developer Outsourcing project S
C2 P2 - Test engineer Games and technology product S
C3 P3 - Test developer
P4 - Prod. manager
IT consulting,
outsourcing
project S
C4.a
C4.b
P5 - Prod. manager
P6 - Test lead
Electricity distribution,
automation manage-
ment
product
project
SAF
W
C5 P7 - Test engineer Technology services,
custom application
product S
C6 P8 - IT Consultant ERP systems,
ECM systems
project W
C7.a P9 - IT Consultant Cloud storage services product S
C7.b P10 - IT Consultant Performance optimiza-
tion services, mobile
app
development, out-
sourcing
project K
C8 P11 - RE engineer,
P12 - Software dev.
App for car sharing,
business consulting
project S
C9 P13 - Proj. manager IT services in finance,
insurance and media
project S
C10 P14 - Business analyst Assurance, consulting,
financial, legal
project S
C11 P15 - Test engineer Storage platform and
services, security
product S
C12 P16 - Proj. manager,
P17 - Test engineer
Medical and logistics
software
project S
C13 P18 - Business analyst Health insurance project W
C14 P19 - QA/Test lead Payment services project S
C15 P20 - Business analyst Invoicing, marketing,
customer care plat-
forms
project S
SPM - Software process model, S - Scrum, K - Kanban,
SAF - Scaled Agile Framework, W - Waterfall.
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Table 2.2: Differences between product and project oriented compa-
nies
Product-oriented com-
pany
Project-oriented company
The software is developed
for and driven by the mar-
ket
Bespoke software is devel-
oped for a specific customer
The company specifies the
requirements based on a
market analysis
Requirements are elicited
from the stakeholders
Developing the software is
a continuous and iterative
process
The development ends
when the stakeholders’
requirements are met and
the product is delivered
Developing the software is a
long-term process
Developing the software is a
short-term process
The company owns the soft-
ware
The customer owns the soft-
ware
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Data collection and analysis
The interviews were carried out between July and November 2015.
All interviews were conducted by the first author. Face-to-face inter-
views were used whenever possible. In total we had ten face-to-face
interviews and seven interviews via Skype. The interviews were con-
ducted in English, except for two interviews, which were in Serbian
because the interviewees felt more comfortable to use their native
language.
The duration of the interviews was between 55 and 120 minutes. The
face-to-face interviews were generally longer, because participants
showed us their documentation. All interviews were audio recorded
(with permission from the interviewees). For analyzing the data, the
interviews were transcribed and coded. Serbian interviews were trans-
lated to English during transcription. We created an initial list of codes
based on the interview questions and complemented it with codes
that emerged during data analysis. We used the codes to group related
answers, compare them to each other and derive hypotheses.
Threats to validity
As for every qualitative study, the validity of the findings is subject to
several threats [WRH+12].
Below we explain the main design decisions we made with the aim of
limiting the potential threats.
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Construct validity is threatened if the answers from the participants
do not accurately reflect the real practice. This could be due to the
interviewees not feeling comfortable talking about certain topics or
to the interviewer influencing the discussion. To limit these threats,
we avoided judgement and evaluations during the discussions, we
assured the interviewees about the anonymity of the study and we ab-
stained from communicating our hypotheses to the participants.
In order to collect reliable data about the companies’ practices, we
only selected participants who are knowledgeable about requirements
and testing procedures on the company level and not only within
their team (criterion C2). When we interviewed participants from
different units of the same company, we asked them not to talk about
the interview to others in order to avoid bias. Unclear questions and
misunderstandings between the interviewee and interviewers are also
possible threats that cannot be completely ruled out. To limit these
threats, we discussed the interview questions with RE researchers from
our research group before conducting the interviews and conducted
two pilot interviews. Thus we could revise the questions that turned
out to be unclear or generated misunderstandings. We also tried re-
explaining the questions differently to the interviewees whenever we
thought that the participant misunderstood us.
However, reliability threats that relate to researcher bias cannot be
completely ruled out, because the interviews and analysis were con-
ducted by only one researcher.
External validity issues are related to the inability to generalize the
results of the study beyond the studied companies. In order to achieve
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reasonable generalizability, during the sampling, we selected com-
panies that have different characteristics in terms of size, domain of
activity, internal organization and location.
Internal validity issues appear if a causal relationship between treat-
ment and outcome is wrongly established. Possible factors that could
negatively impact the internal validity in our case are selection bias
and interview instrument change. Although we started the selection of
participants with our personal contacts, the network was soon spread
with indirect contacts, thus decreasing the selection bias threat. All
participants were contacted directly and none of them declined. This
decreases the threat of having only participants who are interested in
the topic. Regarding the interview instrument change, we evaluated
the interview questions with two pilot interviews and revised them
before starting the real data collection. So we avoided any changes to
to the interview instrument during the actual interviews.
2.3 Key Findings
In this section, we present the key findings of our study, grouped by
research question. As our our findings are not statistically represen-
tative, we formulate them in terms of hypotheses, for which we have
evidence from our study data.
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2.3.1 Writing the requirements and test documentation
in practice - RQ1
Hypothesis H1.1
Technical people are not involved in the requirements engineering ac-
tivities.
Except for one company (C3), where the requirements are provided by
the client directly, all companies have the requirements specified by
a person in a managerial position, such as project manager, product
owner, business analyst or consultant. These managers may have
a technical background, but their engagement is only managerial
and they are not aware of technical details. Managers elicit, specify
and maintain the requirements based on communication with stake-
holders or their own, market-driven views. Engineers, who will be
responsible for the development and testing of the product, are not
involved in any of these activities. As managers do not always have the
necessary technical knowledge about the project, this results in two
major problems: (1) the requirements are often misunderstood and
(2) their complexity is underestimated.
A few participants mentioned the amount of work as a possible reason
for not involving technical people in the requirements engineering
activities: “One person cannot worry about what is needed and also
how it will be implemented. That is just too much” (P20). Additionally,
in many companies, a strict separation of roles is applied, which limits
the domains of responsibility of the practitioners to only one aspect
2.3 Key Findings | 51
such as design, implementation or testing. This is especially true for
participants who are involved in many projects.
The organizational hierarchy could also have a negative impact here:
“People do not want to ruin the hierarchy. Business people are on a
higher level of hierarchy, even if they are not capable sometimes to
make the right decisions. Giving the opportunity to the developers or
testers to decide about features would bring less power to the business
people and they are not willing to accept that” (P3). In one company,
finances are the problem. Since their customers are spread over differ-
ent continents, “it is costly that the whole team attends design meetings
and this is why only business people are involved” (P19).
Hypothesis H1.2
The format of requirements specifications depends on the software
process applied.
The companies following a waterfall process document requirements
in a traditional format: In C4.b and C6, the requirements are written in
prose and stored as text documents. In C6, these documents contain
not only the requirements, but also test cases. In C13, the require-
ments are specified as structured use cases: “It is much easier to keep
requirements up to date if they are not in prose text, but in form of
use cases, because it is easier to spot the part that needs to be changed”
(P18).
In the companies employing an agile process, user stories [Lef10] are
the most common way for documenting requirements. User stories
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contain acceptance criteria, which are further used for writing the
acceptance tests. Eight companies use user stories only, four com-
bine user stories with sticky notes or index cards and two companies
augment the user stories with detailed explanations. Sometimes, re-
quirements are written on index cards or sticky notes only, which are
then arranged on walls or tables to facilitate planning and discussion
(C2). However, in none of the companies this was a standard format
for requirements.
Most of the companies store and manage user stories in JIRA or Conflu-
ence. An overview of the tools and repositories used for managing and
storing requirements and test documentation is given in Figure 2.4.
Some companies use more than one tool for managing acceptance
tests.
None of the agile companies produce a vision document. Companies
C8 and C9 produce requirements documents that contain a detailed
explanation of every requirement, in addition to user stories. However,
these requirements documents do not contain information regarding
the strategic intent of the product to be built and thus, these are no
vision documents [Lef10]. In C9, more detailed requirements docu-
mentation is requested from the clients: “Sometimes, clients are willing
to apply agile methodologies in terms of continuous delivery of software
and their involvement during all phases, but they insist on having more
documentation in traditional form of prose text” (P13). However, due to
time limitations and difficulties to handle changes in an unstructured
text, this document usually becomes outdated when the requirements
change. In C8, well established procedures and habits result in having
more detailed requirements documentation, which will be discussed
later (see Hypothesis H2.5).
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Hypothesis H1.3
There is a strong linear correlation between the number of requirements
and acceptance tests.
In all companies, requirements are specified first and each test case is
derived from the associated requirement. The companies aim at cov-
ering each requirement by at least one acceptance test case. However,
the results show that the number of acceptance tests is only marginally
larger than the number of requirements. In none of the companies,
requirements are covered by more than two acceptance test cases.
Moreover, in C3 and C6, the number of tests and requirements is re-
ported to be equal: there is only one test case for each requirement.
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Figure 2.5 illustrates the strong linear correlation between the number
of requirements and acceptance tests per project, with an average
ratio of 1:1.27. The estimates were given by the participants.
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Figure 2.5: Approximate number of requirements and tests per
project.The dotted line shows the average ratio.
Acceptance test-driven development (ATDD), is reported as a good
practice by practitioners. Therefore, except for one company (C4.a),
where the tests are written at the end of every sprint, all companies
following an agile process write the acceptance tests before the source
code, whenever possible. Tests would be written in parallel with the
source code only in the case of time constraints. Writing the accep-
tance tests before the code is the first principle of ATDD. However, the
second principle of ATDD, which states that requirements documenta-
tion should be specified in the form of acceptance tests [MM07], is not
applied among the interviewed companies, because every test case
covers one, separately written requirement.
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Hypothesis H1.4
Test engineers write acceptance tests based on the requirements that are
not necessarily complete.
According to Humble and Farley [HF10], testing is a cross-functional
activity that involves the whole team and should be continuously done
from the beginning of the project. However, our study shows that tests
are usually specified only by a dedicated, technical role, such as test
engineer or, sometimes, a developer (C7.a). The rest of the team is not
included in this process. Only in companies C6 and C13 tests were
specified by the same person who specified requirements. That person
has a managerial role. In C10 the acceptance test were specified by the
client.
When writing the test documentation, test engineers first refer to
the requirements specification. Only if something is not clear, they
communicate with managers or developers. However, participants
admit that this additional communication is often needed: the test
cases cannot be derived from the requirements documentation alone,
because it is not detailed enough. “We have requirements in form of
user stories with acceptance criteria defined. Sometimes, this is not
enough for me to write the test cases, so I need to communicate with
developers or the product owner. They are not always easy to catch,
since we are distributed and people are busy. Then, I just wait for the
next weekly meeting” (P7). Participants also said that sometimes this
results in postponing deadlines.
Oral communication is not always the optimal solution. In fact, par-
ticipants stated that having a more detailed requirements document
would also help them in writing tests.
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Hypothesis H1.5
Acceptance tests are mostly written manually, using the typical for-
mat.
Typical manual tests are written in natural language and contain the
usual elements: name, prerequisites, ID, description, steps (actions)
and expected results. Except for one company (C1), which uses more
automated tests than manual ones, all companies either use manual
tests only (11 companies) or manual tests combined with automated
tests (C2, C4, C10).
The automated tests contain the scenario and the code related to this
scenario via annotations. A scenario is written in natural language
using the Given-When-Then template [Adz16]. Therefore, the test spec-
ification for automated tests does not differ much from the manual
test specification in terms of structure and format:
• Given describes the state of the world before starting the behav-
ior. It corresponds to prerequisites in manual tests.
• When describes the key action the user performs. It corresponds
to steps (actions) in manual tests.
• Then describes the expected outcome of the behavior. It corre-
sponds to expected result in manual tests.
Cucumber and Selenium are the main tools that companies use for
creating and executing the automated tests. None of the companies
uses tools for automatically generating tests.
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Hypothesis H1.6
Mixed and centralized teams produce less documentation than dis-
tributed ones.
We found a relation between the amount of documentation and the
team organization and structure. The structure of the teams differed
much from one company to another. While in some companies teams
are mixed, in others they are separate. By separate we mean that each
team has a specific responsibility for the software, such as develop-
ment, testing and QA, deployment or technical writing. Mixed teams
include people responsible for various roles, or a representative for
each of the roles. In distributed teams, the members are located in
different cities or countries. In centralized teams, the members are in
the same office or building.
In agile companies, teams are mostly centralized. In fact, in some
companies, testers and developers were co-located, while the product
owner and scrum master were distributed. In distributed teams, daily
or weekly meetings are regularly held via tools for web conferencing,
but both managers and engineers rely more on the existing documen-
tation when they write or execute tests, create tasks or implement
features. This usually results in these teams having more detailed
documentation than co-located ones.
In mixed and centralized teams, people rely more on (informal) com-
munication than in distributed or separate teams. In two agile com-
panies, participants said that requirements are documented as user
stories, but in some cases, the requirements documentation exists
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only in the form of sketches, drawings on whiteboards or sticky notes:
“Sometimes we do not even have requirements in form of user stories.
We capture only what is important in form of notes and drawings and
discuss them during meetings, so we know how to test the features and
developers know how to implement them. User stories are only a call for
discussion. This is possible because we are all here; we communicate”
(P2). By “call for discussion”, P2 meant that the user stories only trigger
further communication and are used as a reminder of current sprint
elements that need to be discussed during the meeting.
2.3.2 Updating the requirements and acceptance test
documentation in practice - RQ2
Hypothesis H2.1
Changes of requirements are mainly triggered by the inability to imple-
ment the specified requirements.
When discussing the triggers for changing requirements, we found
that the majority of the change requests that impact requirements did
not come from external stakeholders (e.g., clients), but rather from
the internal ones. In fact, as technical engineers were usually not
involved in the elicitation of the requirements (see Hypothesis H1.1),
the complexity of the requirements was frequently underestimated:
“Business people often see only where we should get, but not what it
takes to get us there. They do not know if something is possible to
implement and how.” (P12). Underestimated complexity often results
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in the inability to implement the specified requirements. In nine
companies, this inability was reported as the cause for more than 70%
of the changes in requirements.
Internal change requests can also be triggered by changes in the used
platforms, frameworks and tools. Sometimes, such changes in the
infrastructure require a redesign of the software architecture and also
the requirements, as reported in two companies.
Changes in requirements can also be requested by external stakehold-
ers if they previously were not sure about what they need or if they
changed their mind later on: “At the beginning, clients sometimes can-
not imagine how something will really look like or how it will really
work and fit to the rest of the system.” (P19). Furthermore, changes
may happen due to misunderstandings between the people eliciting
the requirements and the external stakeholders.
The main triggers for changing requirements in the investigated com-
panies are presented in Table 2.3. In these companies, the trigger
contributes to more than 70% of the requirements changes. In C1, C3
and C15, internal and external triggers impact requirements equally.
Therefore, these companies are not included in Table 2.3.
Hypothesis H2.2
Existing requirements are updated in waterfall-style projects while new
user stories are created in agile ones.
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Table 2.3: Main triggers for changing requirements documents in
companies
Trigger
type
Reason Companies
Internal
Underestimated complexity of
requirements
C2, C4.b, C5, C6,
C7.a, C7.b, C8, C9,
C11
Infrastructure/architectural
change
C4.a, C13
External
Clients are not sure about their
needs at the beginning
C12, C10
Clients change their mind
about what they require or
requirements are
misunderstood
C14
In all three waterfall projects that we covered in the interviews, the
requirements are usually kept up-to-date. In two of them, the partici-
pants claimed that requirements are always changed before the code
is changed: “We update the documentation first, and later the code.
Otherwise there is no point to have any documentation if nobody can
trust it. We put a lot of effort sometimes to track changes, but that is
all part of the job” (P6). In the third company, the requirements are
updated after the code is changed, and mainly because the external
stakeholders require it.
Agile companies handle the requirements differently. In fact, instead
of updating existing requirements, they usually create new user stories
whenever a change is required. Even if the change occurs in the middle
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of a sprint, the procedure is the same: the work on the old user story
is stopped, and a new user story is created, prioritized and put in the
backlog. The new user story might then be assigned to the next sprint
or not, based on its priority: “After change and prioritization, that new
user story is sometimes not developed for months, or even years. By then
we will for sure forget what was the original requirement, but do we
even care?” (P5).
An exception is made in the case of minor changes, as no new user
story is created: “We will make new user stories only if the change is not,
for example, changing the label from ‘Email’ to ‘E-mail’ or a similar
cosmetic change. Otherwise, although we know this is not by the book,
we will change the existing user story and continue the sprint, because
it would take much more time to create a new user story in this case.”
(P16). Similarly, P9 explained:“We will create a new user story instead
of updating the existing one only if the change is greater than 20%”
(P9).
Although most of the companies keep the old user stories in the back-
log, a few companies do not. In fact, in three companies, the user
stories are cut from the backlog into the sprint instead of being copied.
When the story needs to be changed, a new one is created, placed in
the backlog, and the one from the sprint is deleted. In one company
(C12), user stories are copied from the backlog into the sprint, but
deleted from both, backlog and sprint, when they are replaced by new
ones.
Only in company C8 new users stories are linked to the old ones in the
backlog, which is also the original requirement. The others reported
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no need for linking the old and the new user stories: “We do not need to
know what was the requirement in the past. The only relevant reference
point is the source code. It [the source code] is the requirement from
the past and then we start from that reference point and make changes”
(P11).
Hypothesis H2.3
Acceptance test documentation is less frequently updated in teams with
good communication.
The practices regarding the update of acceptance tests vary consider-
ably among the companies. Some companies keep their acceptance
tests regularly up-to-date by updating them either before the code
is changed or in parallel with the code. However, about half of the
participants mentioned that in their projects, the acceptance tests
are only updated after the code is changed. For these projects, it also
happens that the acceptance tests do not get updated. This is mainly
because the testers rely much on the communication with the engi-
neers and developers to run the tests. This is especially true for small
and centralized teams where the testers gather information about the
changes in meetings with the developers and managers, manually
test the changed features, and often leave the test documentation
unchanged.
Although relying on informal communication works rather well with
small and centralized teams, sometimes this also leads to problems.
For instance, when the change is not well communicated, a feature
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could be mistaken for a bug: “Sometimes we need a lot of time to
realize that it is not a bug, but a feature. We need to communicate
with developers and check with the product owner in order to be sure
that the requirement has changed, which can take quite some time”
(P19).
Another cause for outdated test documentation is the use of exploratory
testing [IML09], where testers mainly rely on their own experience
and intuition in order to find weak areas and, therefore, do not use
the test documentation much. Our study confirms the usage of ex-
ploratory testing, especially in centralized teams with good communi-
cation.
Hypothesis H2.4
The update of documents is hindered by missing traceability links and
limited tool support.
The majority of participants agreed that without the support of trace-
ability links, updating the requirements is a cumbersome manual task:
“One requirement is usually spread over many user stories. Then, if re-
quirements change, we need to go through all user stories and figure out
which of them cover that requirement. Moreover, every user story is cov-
ered by one or sometimes even more tests. Finding the appropriate tests
when the requirement is changed is sometimes an art” (P10).
Although modern management tools like Jira, TFS or Confluence offer
features for creating traceability links between artifacts, these features
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are not used in more than half of the companies. In one company, the
interviewees were even not aware of the existence of such features.
Other participants who knew about them would still not use them
due to the lack of time: “We know about the option, but sometimes
documents are not linked because of a lack of time. It depends on how
much time the consultant has” (P19).
These tools provide limited or even non-existent support for change
propagation and updates. For example, in Jira and Confluence, there
is a change notification option. In more than half of the companies
that use these tools, the notification option is not used, but practi-
tioners rather choose to rely on communication to find out that some
documentation artifacts need to be updated: “Even if we get an email
automatically when some artifacts change, we can see in that email
only what has been changed and not why, so we do not know what to
do with that change without additional communication. Also, we do
not know what else is impacted. We anyway need to check the changed
artifact, to see which artifacts are impacted and to manually search one
by one in order to change them. This is why the email option does not
help much and we decided not to use it, because it will only spam us”
(P20).
Only one participant mentioned that considering the traceability links
is unimportant and unnecessary: “We have small projects and small
teams. Everything is based on communication, so we discuss everything
in our daily meetings. This is how we know which tests cover which
requirements and we do not need to spend additional time to link them
[requirements and tests] in tools” (P17).
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Participants stated that a perfect tool for handling requirements and
test documentation “keeps all documents at the same place” (P4), “is
able to automatically detect impacted test cases when requirements
change” (P4, P7), “has a notification system providing a decent level
of information” (P20, P6), “has an integrated chat to support better
communication” (P4), and “is able to automatically generate test cases
from code and requirements” (P3, P7, P4).
Hypothesis H2.5
Organizational culture has a strong impact on the quality and quantity
of documentation.
In the previous paragraphs, we have discussed factors that influence
the quality and quantity of documentation in companies, such as the
distribution of the teams and the software development model. How-
ever, we also found that in one company (C8), organizational culture
has a stronger impact on the quality and quantity of documentation
than the other factors discussed above.
In C8, a product-oriented, agile company, the amount of documenta-
tion is much higher than in the other companies. The requirements are
first specified in the form of text documents that contain descriptions
of the features. These descriptions are then transformed into user
stories with defined acceptance criteria. The descriptions and the user
stories are then used to write acceptance tests. In this company, all
the documents are linked to each other and stored in their document
management tool set. If the requirements change, then the original
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user stories are kept in the backlog and new user stories are created
and linked to the original or previous version. The process is part of
the organizational culture of the company and is therefore followed
by the employees: “This is how we worked from the beginning” (P12),
“I joined this company three months ago. The first thing they showed me
is this book [the book written by CEO of the company, which contains a
set of process patterns that worked for them in the past, with an aim to
make all workers familiar with those patterns]. Then you just follow
the good practices and you realize quickly that it works” (P11).
2.4 Discussion
The main findings of this study are summarized in Table 2.4. In this
section, we relate our findings to each other as well as to similar earlier
studies.
2.4.1 Engineering could benefit from involving testers.
Several researchers and practitioners (e.g., [Gra02][GW89][Adz09])
have stressed the importance of bringing requirements and testing
activities closer together and suggested that this would be beneficial
for both sides. Despite the importance of such a practice, it seems not
to be widely applied. In fact, for the majority of the interviewed com-
panies, writing the requirements and writing the acceptance tests are
separate activities performed by different people. The roles of the peo-
ple involved in writing the requirements and the tests are summarized
in Figure 2.6.
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Table 2.4: Summary of the Key Findings
1 Requirements and tests writing practices - RQ1
H1.1 Technical people are not involved in the requirements engi-
neering activities.
H1.2 The format of requirements specification depends on the
software process applied.
H1.3 There is a strong linear correlation between the number of
requirements and tests.
H1.4 Test engineers write acceptance tests based on the require-
ments that are not necessarily complete.
H1.5 Acceptance tests are mostly written manually, using the
typical format.
H1.6 Mixed and centralized teams produce less documentation
than distributed ones.
2 Requirements and tests updating practices - RQ2
H2.1 Changes of requirements are mainly triggered by the inabil-
ity to implement the specified requirements.
H2.2 Existing requirements are updated in waterfall-style
projects while new user stories are created in agile ones.
H2.3 Acceptance test documentation is less frequently updated
in teams with good communication.
H2.4 The update of documents is hindered by missing traceability
links and limited tool support.
H2.5 Organizational culture has a strong impact on the quality
and quantity of documentation.
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Figure 2.6: Responsible roles for writing the requirements and ac-
ceptance test documentation in the companies
Not only testers are not involved, but also other internal stakeholders
with technical background, such as developers, do not participate in
the requirements engineering activities (H1.1). We found that this
results in two major problems. First, the complexity of the require-
ments is underestimated, which then results in a need to change the
requirements later (H2.1). Second, the specified requirements are
frequently incomplete, which hinders the writing of tests (H1.4). Simi-
lar challenges have also been reported by [LB14][BRB+14][UKKD08].
Uusitalo et al. [UKKD08] identified the unavailability of the testers as
one of the reasons for not involving testers in the requirements process.
In addition to that, we also identified that the strict separation of roles
and the imposed hierarchical structure negatively impacts the practice
of including testers in the requirements engineering process.
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2.4.2 There is a linear correlation between the number
of acceptance tests and the number of requirements
in all companies – tests have not replaced require-
ments.
In an attempt to further consolidate the requirements and testing
activities, some agile advocates suggest specifying the requirements
in the form of acceptance tests [MM07][Pug10]. When evaluating this
practice with a series of experiments, Ricca et al. [RTD+09] found it to
increase the understanding of the requirements among different roles.
We found that this practice is not applied by any of the companies we
interviewed. Although many companies are using acceptance test-
driven development (H1.3), the acceptance tests are created based
on the requirements (H1.4) and do not replace them (H1.3). The
limited use of acceptance tests as requirements could be explained
by the non-technical background of the stakeholders who perform
the requirements activities. This relates to the results from the study
of Bjarnson et al. [BUEB15] who found that customer involvement
was one of the challenges that a company faced when using tests as
requirements.
We were surprised to find that in the companies we studied, the ra-
tio between the number of requirements and acceptance tests lies
between 1:1 and 1:3.3 only, with an average of 1:1.27 (Fig. 2.5). This
indicates that acceptance testing is not done properly, since a require-
ment cannot be fully covered by only one test case. Furthermore, this
implies that a similar amount of effort is invested in acceptance testing
and in requirements engineering.
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2.4.3 The vision document is missing.
In theory, agile approaches propose to create a vision document that
(1) represents the strategic intent of product that is built, (2) contains
a description of the features to be implemented, (3) clearly defines the
problem to be solved and the stakeholders who will benefit from the
developed solution, and (4) provides a description of the software in
terms of performance, platforms supported, scalability and reliabil-
ity [Lef10].
In practice, we found that such a document does not exist and even
when a similar document exists, it is not kept up-to-date when the
requirements change (H1.2). This indicates that in agile development,
the focus is on the current goals, while the big picture of the product is
missing.
2.4.4 User stories are not sufficient to support tasks de-
pendent on the requirements specification.
With the spread of agile processes, the format used to specify require-
ments has evolved (H1.2). In agile companies we interviewed, user
stories are now the standard way to document requirements. Although
user stories have a predefined form, we found evidence that their con-
tent is not complete and detailed enough to support the development
and testing tasks. This is partially due to not involving technical people
in the requirements phase (H1.1). Incomplete requirements hinder the
testing process (H1.4) and result in delays. A similar problem has been
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reported by previous studies who found that requirements documents
and test plans do not always provide enough information to perform
the testing accurately and thoroughly [UKKD08] and that, due to in-
complete requirements, “testers need to guess and make up the missing
information” [BRB+14]. Of course, the quality and usefulness of the
requirements does not only depend on their completeness, but also on
their clarity and level of abstraction as reported by [BRB+14].
2.4.5 Agile development not only changed the format
of requirements; it also brought new documenta-
tion update practices.
A survey study about the use of documentation reported that require-
ments documents are mostly not kept up-to-date while tests are usu-
ally updated [LSF03]. Things seem to have changed over time. In fact,
the agile practices did not only result in changing the requirements
format (H1.2) but also changed the update practices for requirements
and tests. For instance, we found that user stories are not updated
when the requirements change, unless the change is minor. Instead of
updating stories, practitioners create new ones (H2.2). Creating new
user stories when changes occur, results in having requirements that
are up-to-date. However, as old user stories are usually kept, the new
requirements are then combined with obsolete ones. In some cases
the old user stories are deleted, which means that the history of the
change is lost.
The management of tests is different though as they stay outdated in
some cases (H2.4). One of the reasons for not updating tests is to the
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use of exploratory-based testing and the reliance on informal com-
munication. A few companies mentioned creating new tests instead
of updating the existing ones in case the change is non-trivial. This
could, however, be costlier than updating the old scripts as shown
by [AFK16] [HH08].
2.4.6 Traceability links between documents are not nec-
essarily created.
Traceability links between requirements and test documentation sup-
port several activities in software development, testing and evolu-
tion [UKKD08] [KVKU09]. Nevertheless, such links are rarely created.
Bjarnason et al. [BRB+14] report that traces between requirements and
tests can be lacking (even in thought), although they are considered
by practitioners as the most basic kind of traceability. This finding
is confirmed in our study, as the companies we interviewed also did
not have traceability links between requirements and tests. We also
found that the lack of traces is an important factor that negatively
influences the documentation update practice (H2.4). We identified
two main reasons for missing traceability: the lack of time and the
limited tool support. Although current tools provide functionalities
for trace management, the creation of the links is still a manual task,
which requires time and effort. Tools that researchers developed for
generating candidate traces seem not to be used in practice yet.
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2.4.7 Communication over documentation.
Documentation is in many cases not sufficient to support the software
development activities. For example, incomplete requirements (H1.4)
force the developers and the testers to recurrently communicate with
the requirements engineers in order to specify the tests. Communica-
tion is also needed when the documentation is not kept up-to-date
(H2.4).
We also found that the quality of the communication impacts the
documentation practices in companies. In fact, teams that are mixed
and centralized usually produce less documentation than distributed
ones (H1.6).
Furthermore, test documentation seems to be less frequently updated
in teams with good communication (H2.3). However, although these
factors play an important role in the documentation practice, their
influence does not overrule the companies’ established procedures
(H2.5). In fact, we found that well established procedures and habits
in terms of documentation management have the greatest influence
on the amount and quality of documentation within a company. In
project-oriented companies, clients dictate the amount of documen-
tation and the level of details within documents (H1.2), but our re-
sults showed that product-oriented companies can also produce high-
quality documentation if the right procedures are established. Inter-
estingly, this is the only difference we found between the practices in
product-oriented vs. project-oriented companies.
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2.5 Related Work
Over the past two decades, many researchers tried to assess the state
of practice in the industry, regarding the management of software doc-
umentation. Singer [Sin98] and Lethbridge et al. [LSF03] investigated
how software engineers use software documentation. Our study cov-
ers similar aspects, but uses a qualitative method that allows gaining a
more in-depth knowledge on the documentation practice.
Several studies (e.g. [MNA05][NZF04][CR08]) have analysed the man-
agement of requirements change. These studies analysed changes
in terms of their cause, type, implementation and verification. The
results of our study, regarding the causes for a change in requirements,
are different and surprising as we found that changes are mostly trig-
gered by the inability to implement the specified requirements.
Stettina and Heijsteck [SH11] studied the time and effort needed for
software documentation management in Scrum development teams.
In our study, we also investigate documentation management in agile
projects, but with a different focus, which is identifying the factors
that influence the documentation management process.
Several researchers (e.g. [UKKD08][MM07][MM08][KVKU09]) studied
the alignment between requirements engineering and testing. In this
work, we also explored the alignment of requirements and tests during
software evolution, with the focus on the link between requirements
and acceptance test documentation.
Although the question of “how much documentation is enough”, has
drawn the attention of researchers since more than ten years [Bri03],
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the knowledge in this field is still limited. Our study expands this
knowledge by providing insight into the documentation practices for
requirements and acceptance tests in a sample of companies.
2.6 Conclusion and Future Work
This paper reports the results of an exploratory study about the han-
dling of requirements and acceptance test documentation in seven-
teen business units from fifteen companies. Our study shows that the
processes for managing documentation have changed over the past
years. Therefore, new challenges are faced, which requires further
research. In this section, we discuss three of these challenges.
First, we found that writing requirements and acceptance tests are per-
formed as two separate tasks by different people. This could result in
underestimating the complexity of the requirements and also having
incomplete specifications that are not sufficient for performing the
testing. Therefore, practitioners need to rely much on oral or informal
communication. When communication is hindered or when misun-
derstandings occur, it often happens that the project gets delayed.
Exploring ways to bridge this communication gap is an interesting
research area.
Second, in agile companies, the requirements are usually documented
in the form of user stories only, while a vision document, which pro-
vides a long-term perspective, is usually missing. A deeper under-
standing of the risks and challenges caused by this practice is worth
exploring in the future.
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Third, modern documentation management tools do not provide
enough support for documentation update. Although they allow trac-
ing artifacts to each other, linking documents is still a manual task
that is usually not done due to time constraints. The lack of links hin-
ders analyzing and propagating changes among artifacts. Our study
also shows that keeping the history of a change is widely seen as an
unnecessary or secondary task, although it improves the quality of
requirements documentation and could be used in retrospective anal-
ysis, in order to prevent repetition of mistakes.
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Keeping Evolving Requirements and
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Abstract
[Context and motivation] When a software-based system evolves, its
requirements continuously change. This affects the acceptance tests,
which must be adapted accordingly in order to maintain the quality
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of the evolving system. [Question/problem] In practice, requirements
and acceptance test documents are not always aligned with each other,
nor with the actual system behavior. Such inconsistencies may intro-
duce software quality problems, unintended costs and project delays.
[Principal ideas/results] To keep evolving requirements and their asso-
ciated acceptance tests aligned, we are developing an approach called
GuideGen that automatically generates guidance in natural language
on how to modify impacted acceptance tests when a requirement is
changed. We evaluated GuideGen using real-world data from three
companies. For 262 non-trivial changes of requirements, we generated
guidance on how to change the affected acceptance tests and evaluated
the quality of this guidance with seven experts. The correctness of the
guidance produced by our approach ranged between 67 and 89 percent
of all changes for the three evaluated data sets. We further found that
our approach performed better for agile requirements than for tradi-
tional ones. [Contribution] Our approach facilitates the alignment of
acceptance tests with the actual requirements and also improves the
communication between requirements engineers and testers.
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3.1 Introduction
When developing or evolving systems, requirements constantly change
and, in most cases, these changes affect other documentation artifacts.
In practice, however, impacted artifacts too often are not kept aligned
with changing requirements. To a significant extent, this is due to
the additional effort required and to insufficient communication of
requirement changes [BRB+14] [HBCG16]. Losing the alignment be-
tween requirements and other documentation artifacts increases the
risk of discovering mismatches between stakeholders’ expectations
and the actual software behavior only late, leading to unintended
costs, delivery delays and unsatisfied customers. For example, when
acceptance tests are not kept aligned with changed requirements,
testers will report bugs for actual features that were introduced in a
change.
In order to keep software documentation aligned and up-to-date
when a system evolves, many researchers try to automatically identify
which documents are related to each other and which of them are
impacted by a change [BGW13], [LMOP12]. However, there is little
research about how to actually update impacted documents, although
it would be beneficial to have guidance about what actions to per-
form [NdlVS13].
In our work, we contribute an approach for keeping acceptance tests
aligned with evolving requirements, called GuideGen. GuideGen au-
tomatically generates guidance on how to modify impacted accep-
tance tests when requirements change. We take advantage of the
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fact that requirements and acceptance tests have much in common:
both are usually written in natural language and contain informa-
tion about what the system under development is expected to do:
requirements specify what should be implemented [SS97] and accep-
tance tests validate whether the implementation satisfies the require-
ments of the stakeholders [MSB11]. Due to this similarity, tracing
from requirements to acceptance tests is not difficult. Our approach
assumes that traces between every requirement and its associated
acceptance test(s) exist. If this is not the case, automated trace gener-
ation techniques [LMOP12], [ASG+15a] may be used for establishing
such traces.
By analyzing changed sentences and words in a requirement, we de-
rive guidance in form of a set of concrete suggestions about what
should be changed in the acceptance test(s) associated with a changed
requirement. Our tool also provides an easy way for communicating
changes and the generated guidance to all interested parties. Guide-
Gen aims at both reducing the effort for aligning acceptance tests with
the actual requirements and improving the communication between
requirements engineers and developers/testers.
In a previous paper [HBCG17] we presented the principal ideas of our
approach together with some examples and a preliminary evaluation.
In this paper we describe our method and the algorithms used in
detail, give an overview of the GuideGen tool, and present the results
of a thorough evaluation with real-world data.
The paper is organized as follows. In the next section we present
our approach and its technical components. We then present our
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prototype tool in Section 3.3. Section 3.4 describes our evaluation.
We discuss our results in Section 3.5. Related work is discussed in
Section 3.6. Section 3.7 concludes the paper with a summary and
outlook.
3.2 Our Approach
The goal of GuideGen is to identify all relevant changes in requirements
that require the associated acceptance tests to be adapted and to
generate guidance in natural language on how to adapt the acceptance
tests based on these changes. An overview of our approach is shown
in Figure 3.1.
1.
2.
3.
Figure 3.1: Overview of the GuideGen approach
As soon as a requirements engineer applies changes to a requirement
and saves them, our approach performs the following steps:
1. Identifying relevant change patterns: by comparing the old and
the new version of the changed requirement we identify the elements
that have been changed and their change types,
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2. Generating guidance: in this step, we formulate suggestions in
natural language on how to manage the changes,
3. Notifying subscribed parties: finally, the generated guidance and
the changes can be communicated to the interested parties via e-
mail.
In the remainder of this section, we present each of these steps in more
detail.
3.2.1 Identifying Relevant Change Patterns
The goal of this step is to identify relevant patterns in the changes that
are applied to a requirement. A change pattern is characterized by
the change type (add, delete, or modify) and the changed element (a
whole sentence or a word). If the changed element is a whole sentence,
the change pattern is “Sentence is added” or “Sentence is deleted”.
If the changed element is a word, an example of a change pattern
is “verb is deleted”. Relevant change patterns are the ones whose
changes require the acceptance tests to be adapted. In particular,
relevant change patterns in our approach are the ones that directly
or indirectly cause the change of some action, since acceptance tests
contain a list of actions to be performed.
To identify the relevant change patterns, we first analyze the changes
at a sentence level. Then we proceed by analyzing changes at a word
level. Finally we classify each of the detected changes as relevant or
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irrelevant.
Analyzing changes at sentence level. In order to identify whether a
whole sentence has been added, deleted or modified, we first split the
old and the new version of the requirement into sentences using an im-
plementation of the Stanford sentence splitting algorithm [MSB+14].
We get the list of old sentences (oldReq in further text) and the list of
new sentences (newReq). Additionally, our tool transforms enumer-
ated sentences into plain sentences. A plain sentence is a sentence
without bullet points. An enumerated sentence contains the main part
and at least two bullet points, e.g.
“A user can insert: - name,
- surname”.
The sentence is transformed into: “A user can insert name” and “A
user can insert surname”. If a bullet point is added or deleted, the
change is treated as an addition or deletion of a plain sentence. For
instance, if we add “- e-mail”, this change is treated as the addition
of the sentence “A user can insert e-mail”. Otherwise, the addition of
a noun that has no related verbs would be classified as an irrelevant
change pattern.
We then compare all the sentences from oldReq with the sentences
from newReq by calculating the similarity between them. Based on the
similarity, we determine whether the sentence is unchanged, added,
deleted or modified. The similarity is calculated using an existing
semantic similarity toolkit [RLB+13]. In particular, we use greedy
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matching for word to word similarity that is based on WordNet. A
flow diagram and the corresponding pseudo code of the algorithm are
shown in Figure 3.2.
Figure 3.2: The algorithm for identifying added, deleted and modified
sentences
If the similarity between a sentence in oldReq and one in newReq is
equal to one, that sentence is considered to be unchanged. If a sen-
tence in oldReq does not have a corresponding one in the newReq so
that the similarity score between them is greater than the modification
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threshold of 0.61, then this sentence is deleted. When the similarity
score between sentences is above the modification threshold, these
sentences are candidates for modified sentences. We choose the best
match – a pair of sentences whose similarity score is the highest among
other pair candidates. When we remove best matches, unchanged
sentences and already identified deleted sentences from the oldReq
and the newReq, there might be leftovers. The leftovers in newReq are
added sentences and the leftovers in oldReq are deleted sentences. We
illustrate this using the following example:
A user can add new users to the group. The addition of a new user must
be first approved by the admin. The admin and the user can modify per-
sonal data and the status of that a user. Only user can modify its status.
The admin must be logged-in in order to modify personal data of a user.
Added words are green and underlined, removed words are red and
struck through, while black words are unchanged.
Figure 3.3 shows the calculated similarities between the old and the
new version of the changed requirement.
The first sentence is eliminated from the further analysis because the
similarity score is S(1,1) = 1. Since all scores calculated for the second
sentence, S(2,2) = 0.36, S(2,3) = 0.11 and S(2,4) = 0.5, are below the mod-
ification threshold (0.6), the second sentence in the oldReq is found to
be deleted. We defined the modification threshold based on experi-
mentation: we calibrated it to the value that yielded the best results
1This is a heuristic value which yielded excellent performance in our evaluation, cf.
Sect. 3.4.2.
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	1.	A	user	can	add	new	users		to	the	group.	
1.	A	user	can	add	new	users	
to	the	group.	
The	sentences	in	oldReq:	 The	sentences	in	newReq:	Similarity	Score	(S):	
2.	The	addi6on	of	a	new	
	user	must	be	ﬁrst	
approved	by	the	admin.	
3.	The	admin	can	modify		
personal	data	and	the	
status	of	a	user.	
2.	The	admin	and	the	user	
can	modify	personal	data	of	
that	user.	
3.	Only	user	can	modify	
	its	status.	
S	=	1	
S	=	0.36	
S	=	0.11	
S	=	0.47	
S	=	0.8
6	
Eliminated	unchanged	sentences	
4.	The	admin	must	be	
logged-in	in	order	to	modify	
personal	data	of	a	user.	
S	=	0.62	
Figure 3.3: Calculated similarity scores for the sentences in the ex-
ample
for identifying added, deleted and modified sentences. For the third
sentence in old-Req we see that there are two matching sentences in
the newReq so that the similarity is above the modification threshold:
S(3,2) = 0.86 and S(3,4) = 0.62. We choose the best match in this case,
i.e., S(3,2). Therefore, the third sentence in the oldReq is modified to
the second sentence in the newReq. The third and the fourth sentence
in the newReq become leftovers. Since they are both in the newReq
we find that these two sentences have been added.
Analyzing changes at word level.
After identifying sentences that have been added, deleted and mod-
ified, we proceed to analyze what changes were applied to modified
sentences. When a sentence has been modified, we identify word
3.2 Our Approach | 87
classes in the sentence and for each of these classes, we identify their
change type. For identifying word classes we use Google’s implementa-
tion of a globally normalized transition-based neural network model,
called SyntaxNet [AAW+16]. SyntaxNet determines the word class (e.g.,
noun, verb) and the grammatical function (e.g., subject, object) for
each word in a sentence. SyntaxNet also identifies dependencies be-
tween words and represents them with dependency numbers. We
use these later when generating guidance (see Sect. 3.2.2). Figure 3.4
shows an example of the output of SyntaxNet.
1 	 		The	 	 	 	DET	 	 	 		 	2	 	 														det		
2	 	 	admin 	 		 	NOUN		 	 			 	4	 	 	 	 	nsubj	
3	 	 	can	 	 	 	VERB	 	 	 		 	4	 	 	 	 	aux	
4	 	 	modify								 	VERB	 	 	 		 	0	 	 	 	 	ROOT	
5	 	 	personal	 	 	ADJ	 	 	 	 	6	 	 	 	 	amod	
6	 	 	data	 	 							NOUN	 	 	 	 	4	 	 	 	 	dobj	
7										and	 	 	 	CONJ	 	 	 	 	6									 	 								cc	
8										the		 	 	 	DET 	 	 		 	9	 	 	 	 	det	
9	 	 	status	 	 	 	NOUN		 	 		 	6	 	 	 	 	conj	
10		 	of	 	 	 	 	ADP	 	 	 	 	9 	 	 	 	prep	
11		 	a	 	 	 	 	DET 	 	 	 	12		 	 	 	det	
12		 	user 	 	 	NOUN		 	 	 	10		 	 	 	pobj	
13		 	.	 	 	 	 	PUNCT	 	 	 	0	 	 	 	 	punct	
			ID											TEXT 								WORD	CLASS 						DEPENDENCY					GRAMMATICAL		
	 	 	 	 	 	 	 																							NUMBER												FUNCTION	
1 	 		The	 	 	 	DET	 	 	 		 	2	 	 													det		
2  								admin	 		 	NOUN		 	 			 	7	 	 	 						nsubj	
3  	 		and																		CONJ																								2																							cc	
4  		 		the																			DET																										5																							det		
5  		 		user																	NOUN																						2																							conj		
6  	 		can	 	 								VERB 	 	 								7	 	 	 							aux	
7  								modify 							VERB	 	 	 							0	 	 	 						ROOT	
8  								personal	 							ADJ	 	 	 							9	 	 	 						amod	
9  								data	 	 							NOUN	 	 	 							7	 	 	 						dobj	
10  								of		 	 							ADP	 	 	 							9 	 	 						prep	
11  								that	 	 							DET	 	 	 							12	 	 	 						det	
12  								user 	 							NOUN	 	 	 							10	 	 	 						pobj	
13  								.	 	 	 							PUNCT	 	 	 	0	 	 	 						punct	
			ID											TEXT 								WORD	CLASS 						DEPENDENCY					GRAMMATICAL		
	 	 	 	 	 	 	 																							NUMBER												FUNCTION	
Figure 3.4: The output of SyntaxNet for the old version (left) and
the new version (right) of the sentence in the changed
requirement
In order to identify whether words have been added, deleted or modi-
fied, we adapted the algorithm implemented in a text-based diff en-
gine, called Text_Diff [CH]. Text_Diff detects changes at a phrase level.
We process the output from Text_Diff so that we get the changes on a
word level.
In the modified sentence from our example: “The admin and the user
can modify personal data and the status of that a user”, the original
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Text_Diff algorithm will detect the addition of the phrases “and the
user” and “that” and the deletion of the phrases “and the status” and
“a”. We adapted the algorithm so that it detects additions and deletions
of each word in these phrases, as presented in Figure 3.5.
The admin <add>and
the user</add> can
modify personal data
<del>and the status</del>
of <add>that</add>
<del>a</del> user.
The admin <add>and</add>
<add>the</add> <add>user</add>
can modify personal data
<del>and</del> <del>the</del>
<del>status</del> of <add>that
</add> <del>a</del> user.
Figure 3.5: The original (left) and adapted (right) output of Text_-
Diff
Classify identified changes into relevant and irrelevant changes.
We consider a change to be relevant if it is likely to impact acceptance
tests. Since acceptance tests contain a list of actions to be performed
and as actions are generally expressed using verbs in English sentences,
we consider verbs as the principal element of analysis in GuideGen.
More concretely, we consider a change in a requirement to be rele-
vant if it involves an addition, deletion or modification of a verb or
of another word class that relates to a verb such as nouns and adjec-
tives.
If a whole sentence has been added, it is considered to be relevant
only if it contains at least one verb. Changes of determiners, adverbs
and prepositions are not taken into consideration, since we assume
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that they do not influence any actions and, therefore, do not have an
impact on acceptance tests.
In our example, the following change patterns are considered to be
relevant: (1) deletion of the sentence “The addition of a new user must
be first approved by the admin”, (2) addition of the noun “user”, (3)
deletion of the noun “status”, (4) addition of the sentence “Only user
can modify its status” and (5) addition of the sentence “The admin
must be logged-in in order to modify personal data of a user”. Only
these changes are processed in the next steps.
3.2.2 Generating Guidance
The goal of this step is to generate suggestions about how to modify the
affected acceptance tests so that they stay aligned with the changed
requirements. An example of a suggestion is Add new steps or mod-
ify existing steps to verify that only user can modify its status. Every
suggestion contains static and dynamic parts.
The static parts of a suggestion differ according to the change pat-
terns identified in the previous step. For instance, if a whole sentence
has been added to a requirement, the static part of the suggestion is
“Add new steps or modify existing steps to verify that”. Accordingly,
if a whole sentence has been deleted, the static part of the sugges-
tion is “Delete the steps or their parts which verify that”. If a sen-
tence has been modified, the static parts are formulated according to
the modification type: whether a verb, subject, object or adjective is
added/deleted/modified or a noun is changed from singular to plural,
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etc. For instance, if a subject is added, the static parts of the suggestion
are “Make sure that now +{dynamic part}” and “Add the steps which
verify this activity”.
The dynamic parts of a suggestion fill the gaps between the static parts.
They differ according to the type of the changed element, as shown in
Table 3.1. We defined the rules governing the dynamic parts with infor-
mal experimentation and by considering typical sentence structures
in requirements documents.
If a whole sentence has been added or deleted, the dynamic part
contains all words in that sentence. When a changed element is a
subject, the dynamic part contains that subject with its determiners
and adjectives, the first related verb and all the words that appear
after that verb. We use the word index (ID in Figure 3.4) to identify
the position of the words. In our example, the following guidance is
generated for the added subject “user”: “Make sure that now the user
can modify personal data of that user.”
When the changed element is an object, a verb or an adjective, then the
dynamic part contains that element plus its related words. We identify
the related words by analyzing word classes, grammatical functions
and dependency numbers of words in the modified sentence. Related
words for an object are (1) a verb whose index corresponds to the
dependency number of the object, (2) a subject whose dependency
number refers to the index of the identified related verb and (3) prepo-
sitions whose dependency numbers refer to the changed object. We
recursively include their related words in the dynamic part. Related
words for verbs are (1) directly related subjects, (2) objects, (3) prepo-
sitions and (4) adverbs with their related words and corresponding
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indexes and dependency numbers, while related words for adjectives
are the nouns that this adjective directly relates to.
If a subject/object is related to another, main subject/object by a
conjunction, we identify the words that are related to the main sub-
ject/object. In our example, the deleted object “status” has a conjunc-
tion to the direct object “data” (see Figure 3.4). Since the verb “modify”
with its auxiliary verb “can” is directly related to the object “data”, we
consider them to be also related to “status”. The subject “admin” refers
to the verb “modify” and has a related determiner “the”, so they are
both classified as related words of the deleted object. The preposition
“of” directly refers to “status” and it has the related noun “user” with
its determiner “a”. The determiner “the” is directly related to “status”.
The words are ordered by the word index and the dynamic part is
formulated as the admin can modify the status of a user.
Table 3.2 presents the guidance that is generated in our example. The
guidance consists of one suggestion per change. Static parts are in
boldface, while dynamic parts are italicized.
3.2.3 Notifying Subscribed Parties
In order to ease the communication of changes, we have implemented
a notification mechanism that allows requirements engineers to send
an automatically generated message to subscribed parties (in partic-
ular, testers) when a requirement has been changed. The message
contains the summarized changes and the generated guidance. An
example is given in Figure 3.7 in the next section.
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Table 3.2: The identified relevant change patterns with the corre-
sponding guidance.
Relevant change patterns Generated guidance
Change 1: deletion of the
sentence “The addition of a new
user must be first approved by the
admin”
Delete steps or their parts which verify that the
addition of a new user must be first approved by the
admin.
Change 4: addition of the subject
“user”
Make sure that now the user can modify personal data
of that user. Add the steps which verify this activity.
Change 7: deletion of the object
“status”
Delete steps or their parts which verify that the
admin can modify the status of a user.
Change 10: addition of the
sentence “Only user can modify
its status.”
Add new steps or modify existing steps to verify that
only user can modify its status.
Change 11: addition of the
sentence “The admin must be
logged-in in order to modify
personal data of a user.”
Add new steps or modify existing steps to verify that
the admin must be logged-in in order to modify
personal data of a user.
If requirements engineers consider a generated suggestion to be ir-
relevant, they can mark it so that the tool does not include it in the
message. For example, if we add a new sentence: “This should be com-
municated to Tom.”, then the generated suggestion “Add new steps or
modify existing steps which verify that this should be communicated
to Tom.” is irrelevant and can be ignored.
3.3 Tool Support
We have implemented our approach in a prototype tool, a Java web
application. The GuideGen tool allows users to upload the list of re-
quirements from an external Excel file, make changes to each of them
and notify subscribers (developers, testers,...) about the changes and
the guidance on how to modify the affected acceptance tests.
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1	
2	 3	
4	 5	
Figure 3.6: User interface (UI) of the tool with highlighted process
steps.
Figure 3.6 illustrates the steps taken when using the tool. The left
screenshot shows how a user (typically a requirements engineer) can
enter changes to a previously selected requirement (step 1) and save
them (step 2). Within three seconds, the tool generates guidance con-
sisting of a suggestion for each change and shows it to the user (right
screenshot). Suggestions that the user considers to be irrelevant can
easily be ignored (step 3). The result can be sent to the subscribed par-
ties in an e-mail generated by the tool (step 4). The user can return to
the list of requirements (step 5). Figure 3.7 shows the e-mail generated
by the tool for the given example.
3.4 Evaluation
We evaluated GuideGen by applying it to real-world data sets with
requirements changes provided by three companies. After pruning the
data sets, we ran our tool with the requirements changes contained in
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From: guidegeninfo@gmail.com​      
Subject: Changes in requirements occurred - update test cases!                                                                                                         ​                                                                  
Date: 10 January 2018 at 11:21:06 GMT+1                                                                                                                                                                             
To: john.mayer986@gmail.com	
AFFECTED	TEST	CASE	
ID:	TEST-10	
Descrip5on:	Test	for	adding	new	members	to	the	group	
GUIDANCE	FOR	CHANGING	THE	TEST	CASE	
1.	Delete	steps	or	their	parts	which	verify	that	the	addi5on	of	a	new	
user	must	be	ﬁrst	approved	by	the	admin.	
2.	Make	sure	that	now	the	user	can	modify	personal	data	of	that	user.	
Add	the	steps	which	verify	this	ac5vity.	
3.	Delete	steps	or	their	parts	which	verify	that	the	admin	can	modify	
the	status	of	a	user.	
4.	Add	new	steps	or	modify	exis5ng	steps	which	verify	that	only	user	
can	modify	its	status.	
5.	Add	new	steps	or	modify	exis5ng	steps	which	verify	that	the	admin	
must	be	logged-in	in	order	to	modify	personal	data	of	a	user.	
	
A	user	can	add	new	users	to	the	group.	The	addi4on	of	a	new	user	must	
be	ﬁrst	approved	by	the	admin.	The	admin	can	modify	personal	data	
and	the	status	of	a	user.	
	
A	user	can	add	new	users	to	the	group.	The	admin	and	the	user	can	
modify	personal	data	of	that	user.	Only	user	can	modify	its	status.	The	
admin	must	be	logged-in	in	order	to	modify	personal	data	of	a	user.	This	
should	be	communicated	to	Tom.	
	
	
The	addi4on	of	a	new	user	must	be	ﬁrst	approved	by	the	admin.	
	
	
Only	user	can	modify	its	status.		The	admin	must	be	logged-in	in	order	
to	modify	personal	data	of	a	user.	This	should	be	communicated	to	Tom.	
	
	
Sentence	"The	admin	can	modify	personal	data	and	the	status	of	a	
user."	is	modiﬁed	to:	"The	admin	and	the	user	can	modify	personal	data	
of	that	user.".		
	
PREVIOUS	VERSION	OF	THE	REQUIREMENT:	
	
	
UPDATED	VERSION	OF	THE	REQUIREMENT:	
	
	
DELETED	SENTENCES:	
	
ADDED	SENTENCES:	
	
MODIFIED	SENTENCES:	
	
Figure 3.7: The e-mail message generated for the example given in
Fig. 3.6.
the data sets and generated guidance for how to change the associated
acceptance tests. The quality of the generated guidance was then
assessed by experts from the three companies.
3.4.1 Study Design
Data collection and analysis. We obtained data sets containing in-
formation about changes of requirements from three companies (Ta-
ble 3.3). For our evaluation, we needed data records containing the
old and the changed version of a requirement and the associated ac-
ceptance tests. Table 3.4 characterizes the data sets.
We pruned the received data sets as follows: (1) We omitted all require-
ments that had not been changed at all or did not have acceptance
tests associated with them. (2) We removed irrelevant changes such
as added or deleted punctuation marks, spaces or empty lines. The
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Table 3.3: Characteristics of the companies that provided us data
sets from one of their projects.
Comp.
Domain
of activity
Software
process model
# of employees
in total
# of employees
on the project
Country
C1
Access control
and security
solutions
Agile(Scrum) ~16000 ~120 Switzerland
C2
IT integration,
cloud services
Agile (Scrum) ~500 ~100
Serbia/
Germany
C3
Automation
for
warehouses
and
distribution
centers
Waterfall ~2500 ~500 Switzerland
Table 3.4: Characteristics of the data sets used in our evaluation
study.
Company/
Data set
Type of
requirements
# of requirements
in the data set
# of considered
requirements
# of evaluated
changes
C1/DS1 User story 157 20 28
C2/DS2 User story 30 30 37
C3/DS3
Classic textual
requirement
5301 398 197
pruning yielded a total of 448 changed requirements. Our tool fil-
ters out semantically irrelevant changes such as addition or deletion
of determiners or corrections of typos. On the other hand, for sev-
eral requirements there was more than one change. So we eventually
could evaluate a total of 262 changes (28 for C1, 37 for C2 and 197 for
C3).
Running the tool. For every of the 262 evaluated changes, we gen-
erated guidance for how to change the associated acceptance tests
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using our tool prototype. We uploaded the old version of the require-
ments into the tool, replaced each of them with the new version, and
recorded the generated guidance.
Assessing the quality of the generated guidance. The generated guid-
ance was assessed by experts from the three companies. An overview
of the experts and their experience is provided in Table 3.5.
Table 3.5: Characteristics of the experts who participated in the
study.
Company Participant The role of participant Years of
experience in IT
Years on the
current position
C1 P1 Requirements engineer 10 4
C1 P2 Senior test analyst 12 4
C2 P3 Requirements engineer 6 3
C2 P4 Senior test engineer 7 4
C3 P5 Requirements engineer 10 5
C3 P6 QA manager 12 6
C3 P7 Test engineer 4 4
95 changes were fully assessed by two or three experts. We created a
questionnaire2 in which, for every requirement, we presented the old
and the changed requirement, the associated acceptance tests and the
guidance for changing the acceptance tests generated by our tool. For
each suggestion provided in the guidance, we asked six questions to
assess the quality of the suggestion: (1) Is the suggestion correct in
terms of actions that need to be performed? (2) Is it grammatically
correct? (3) Is it complete? (4) Does the expert understand what has
been suggested by the tool? (5) Would the expert be able to perform
2https://data.mendeley.com/datasets/cs6ymc7tnj/1
For confidentiality reasons, the file does not contain the real data from our data sets,
but only the example shown in this paper.
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an update of the impacted acceptance test without any further clar-
ifications? (6) Is the suggestion redundant or unnecessary? Finally,
we asked whether there is anything missing from the guidance for a
changed requirement (i.e., from the set of all suggestions generated
for that requirement). Questions 1-3 and 5 had to be answered on a
five-point Likert scale (from “strongly disagree” to “strongly agree”). In
case of non-agreement, the expert was asked to provide an explaining
text. Question 4 was a yes/no question, while Question 6 and the final
question about missing suggestions were answered as free text.
In company C3, due to limited availability of the experts, only 30
suggestions could be thoroughly assessed by all three experts. The
suggestions generated for the remaining 167 changes could only be
assessed for correctness by a single expert.
When the experts had finished answering the questionnaire for all
changed requirements assigned to them, we conducted a short inter-
view where we asked them seven questions about the usefulness and
applicability of our approach3.
3.4.2 Results
In this sub-section we present the results of the assessment of the
generated guidance by the experts and some key insights from the
follow-up interviews.
3https://tinyurl.com/ycl8jyak
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All 262 changes were correctly identified in terms of the change type,
showing that the algorithm for identifying added, deleted and mod-
ified sentences with a modification threshold of 0.6 performs accu-
rately. Table 3.6 presents the results of the evaluation of the guidance
generated for 95 changes in requirements by the experts.
For calculating the percentages in Table 3.6 for the questions answered
on a Likert scale, we interpreted the values 4 (“Agree”) and 5 (“Strongly
agree”) as “yes”. Analogously, we interpreted 1 (“Strongly disagree”)
and 2 (“Disagree”) as “no”. 3 (“Neutral”) was interpreted according
to the textual explanation provided by the experts. From eleven such
answers three were interpreted as “yes” and eight as “no”.
Table 3.6 shows that in C1 and C2 the experts assessed more than 80%
of the suggestions as correct in terms of actions. In C3 one expert was
more negative than the other two, especially regarding the correctness
in terms of actions. This is due to a misunderstanding: expert P5 classi-
fied all redundant suggestions as wrong in terms of actions, i.e., when
they were actually correct, but unnecessary. So we can consider the
correctness of our guidance for data set 3 to be at least 66.7%.
Fig. 3.8 shows a change (in the acceptance criteria of a user story)
where GuideGen does not work such well. According to the experts,
the text means that Section 3 of a web page contains a label “Doctors’
corner” and a button “Register your practice”. When a user clicks
on the button, a pop-up window is displayed. The change in the
requirement is that an additional message shall be displayed in this
window.
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“-	The	sec)on	3	contains:	
	--	Doctors’	corner	
	--	Register	your	prac)ce	opens	a	form	inline	or	a	popup	with:
	 	---	Name	of	your	prac)ce	(mandatory)	
	 	---	Contact	phone	(mandatory)	
	 	---	Contact	e-mail	(mandatory)	
	 	---	Give	us	your	contact	details	and	we	will	get	back	to	
	 	you	soon!”	
Figure 3.8: Example of a changed requirement from C2. Added text
is in green and underlined.
For this change, the GuideGen tool generated the following suggestion,
which the experts considered to be wrong both in terms of actions
and grammatically: “Add new steps or modify existing steps which
verify that the section 3 contains register your practice opens a form
inline or a pop-up with give us your contact details and we will get
back to you soon!”. This result may indicate that our approach does
not perform well on ill-structured texts (the experts confirmed that
this text is not formulated well). However, it may also indicate that our
treatment of enumerations (cf. sentence level analysis in Sect. 3.2.1)
needs improvement.
The last column in Table 3.6 presents the number of changes that were
relevant, but not detected by GuideGen. In C1 a noun without any
related verbs was added. This was classified as an irrelevant change
and hence no guidance was generated. Further, the current version of
our tool does not consider the change of numerical values as a relevant
change pattern. Hence, no guidance was generated for two such cases
in C2 and one in C3. This problem will be fixed in the next release of
the tool.
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As stated above, the guidance for 167 changes in requirements from
company C3 could not be evaluated fully due to limited availability
of the experts. Table 3.7 shows the results of the assessment of the
generated suggestions for these changes.
Table 3.7: Suggestions assessed for correctness in terms of actions
by a single expert only.
Company/
Participant
(role)
Assessed
suggestions
Correct
in terms
of actions
Wrong
(rephrasing
only)
Wrong (only
clarifications
or notes added
or deleted)
Wrong
(due to tool
limitations)
C3/P6(QA) 167 70.6% 10.2% 13.8% 5.4%
We found that 70.6% were correct in terms of actions, while 24% were
incorrect because the changes only rephrased a requirement or added
or deleted only clarifications or notes. A small percentage (5.4%) of
wrong suggestions were due to limitations of our prototype tool (e.g.,
wrongly identified dependencies).
Next, we present the main findings from the follow-up interviews with
the experts regarding the overall usability and usefulness of GuideGen.
All experts stated that GuideGen can be helpful in communicating
changes on time and with less effort, it can help test engineers to
make a decision on how to update acceptance tests and they would be
willing to slightly adapt their style of writing requirements in order to
ensure better quality of guidance. Four experts emphasized that one of
the reasons for wrongly generated guidance was the poor quality of the
requirements. They stated that suggestions can be too general, but that
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this is directly related to the level of detail specified in the requirements.
The experts from C1 stated that the approach would be even more
useful if it could highlight the parts of the acceptance tests that should
be changed directly in the acceptance test document. With respect to
the usability of the tool, P1 and P2 suggested an improvement of the
user interface so that the tool navigates directly to the steps that are
suggested to be changed.
3.4.3 Threats to Validity
Internal and construct validity. Our evaluation strongly depends on
the expertise of the people who assessed the guidance generated by
GuideGen. In order to foster validity, we aimed at assessing each
guidance by at least two experts. In company C3, due to limited avail-
ability of experts, we could assess only 30 cases this way, while the
rest was evaluated only in terms of correctness by a single expert. We
tried to mitigate this problem by including all types of changes in the
fully evaluated sample from company C3. Even with this restriction,
the workload for the experts was high, since they needed to answer
six questions per 28 and more suggestions, which might impact the
quality of their answers. Therefore, we provided an online access to
the questionnaire, so that the experts could answer the questions in
iterations.
External validity. The generalizability of our results is limited by the
fact that our evaluation covers data sets from only three companies.
We tried to improve generalizability by including both agile and tradi-
tional requirements artifacts as well as different types of changes in
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our data sets. Although the study involves only seven participants, we
had at least two participants per data set and we tried to keep diversity
in terms of roles, so that requirements engineers and test managers
are included.
3.5 Discussion
The results presented in Table 3.6 show that the quality of the gen-
erated guidance differs from company to company. This is not sur-
prising as the outcome of our natural language processing techniques
depends on the type and quality of requirements artifacts and on the
content that is being changed in these artifacts.
GuideGen performs better for user stories than for traditional require-
ments. This is probably due to the fact that user stories typically are
more concise and describe features more precisely than traditional
requirements do. Further, text changes in traditional requirements
documents often do not bring any novelty to the feature that is be-
ing described, but only provide clarifications or simply rephrase the
text.
The complexity of a sentence also affects the quality of the guidance
generated. On the one hand, very short or incomplete sentences af-
fect both the correctness and completeness of suggestions and may
even cause the omission of relevant changes. On the other hand, long,
complex sentences which contain one or more relative clauses or
statements in parentheses may cause problems: word classes, their
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grammatical functions and dependencies between words in a sen-
tence may be wrongly identified, which leads to wrongly generated
guidance.
Our approach currently cannot recognize certain types of irrelevant
changes, for example, when mere comments such as “This should be
communicated to Tom” are added. Wrong suggestions are generated
in this case. However, our tool allows a requirements engineer to
remove such false positives easily before communicating changes and
generated guidance to subscribers (cf. Fig. 3.7).
GuideGen needs only sets of old and changed requirements (and their
associated acceptance tests) as input. This is both a strength and a lim-
itation. It is a strength because with our tool, requirements engineers
can easily communicate requirements changes together with guidance
on how to change the acceptance tests that correspond to the changed
requirements. On the other hand, it is a limitation, as our tool does
not analyze which artifacts are impacted by a changed requirement.
This problem is addressed by research on automated traceability and
change impact analysis [ASG+15a], [LMOP12], [MMS05].
3.6 Related Work
Many researchers investigate requirements traceability for support-
ing change impact analysis. For example, Antoniol et al. [ACC+02],
Marcus and Maletic [MMS05], De Lucia et al. [LMOP12] and Hayes et
al. [HDS06] use information retrieval methods to ensure automated
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traceability for change impact analyses. Others employ natural lan-
guage processing. For example, Arora et al. [ASG+15a] analyze the
impact of changes in a requirement on other requirements in a sys-
tem using NLP methods. However, all these approaches focus on
identifying which requirements or other artifacts are impacted by a
change in a requirement, while we investigate how to manage the
change and which actions to perform in order to keep requirements
and acceptance tests aligned.
Bridging the communication gap among people involved in develop-
ing a system draws attention of researchers and practitioners. Sinha
et al. [SSC06] define and explain the communication problems when
managing requirements in a distributed environment. Bjarnason and
Sharp [BS17] and Adzic [Adz09] emphasize the communication prob-
lems between requirements engineers, developers and testers in agile
projects. By generating guidance in natural language that can be eas-
ily communicated to the interested parties via e-mail, our approach
supports easy and timely communication of changes between require-
ments engineers and developers/testers.
3.7 Conclusions
Summary. We presented GuideGen, a tool-supported method for
automatically generating guidance on how to align acceptance tests
with evolving requirements. With a correctness score of more than
80% for real-world agile requirements and around 67% for traditional
requirements, our approach provides useful guidance for maintaining
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acceptance tests and keeping them aligned with the evolving require-
ments.
Future Work. We will improve GuideGen based on the evaluation
results and then perform a more thorough evaluation of its overall
usefulness and usability.
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Chapter 4
GuideGen – A Tool for Keeping
Requirements and Acceptance Tests
Aligned
Original publication:
GuideGen – A Tool for Keeping Requirements and Acceptance Tests Aligned
S. Hotomski and M. Glinz
40th International Conference on Software Engineering 2018 (ICSE’18), pages 49–52,
ACM, 2018 ([HG18a])
Abstract
When changes in requirements occur, their associated tests must be
adapted accordingly in order to maintain the quality of the evolving
system. In practice, inconsistencies in requirements and acceptance
tests—together with poor communication of changes—lead to software
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quality problems, unintended costs and project delays. We are devel-
oping GuideGen, a tool that helps requirements engineers, testers and
other involved parties keep requirements and acceptance tests aligned.
When requirements change, GuideGen analyzes the changes, automati-
cally generates guidance on how to adapt the affected acceptance tests,
and sends this information to subscribed parties. GuideGen also flags
all non-aligned acceptance tests, thus keeping stakeholders aware of
mismatches between requirements and acceptance tests. We evaluated
GuideGen with data from three companies. For 262 non-trivial changes
of requirements, the suggestions generated by GuideGen were correct in
more than 80 percent of the cases for agile requirements and about 67
percent for traditional ones.
Demo video: https://vimeo.com/254865530
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4.1 Introduction
Weak alignment of requirements-related activities with validation and
verification tasks leads to software quality problems, unintended costs,
wasted effort and delays. In particular, when requirements documents
are not aligned with their corresponding acceptance tests, features
might be incorrectly verified or not verified at all [BRB+14]. Maintain-
ing the alignment is a difficult task due to many factors, such as poor
communication of changes among team members and manual trac-
ing between requirements and acceptance tests. For instance, when
a requirements engineer changes a requirement, but does not timely
communicate this to developers and testers, testers will report bugs for
newly added or removed features. Time and effort is wasted for under-
standing the causes of such problems and making the documentation
consistent again [HBCG16]. Furthermore, communicating changes
explicitly is time-consuming and prone to misunderstandings. Prob-
lems also stem from using different tools for managing requirements
and acceptance tests where traces between artifacts must be estab-
lished and maintained manually. In some companies, requirements
and tests are still captured in spreadsheets or text documents, having
barely or no traces between documents.
We are developing GuideGen, a tool that keeps requirements and ac-
ceptance tests closely together and aligned when requirements evolve.
The core idea of our tool, which distinguishes it from other document
management tools, is that it automatically generates guidance on
how to adapt the impacted acceptance tests according to changes
in requirements. In such a way, GuideGen supports requirements
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engineers in easily communicating requirements changes to testers
and test engineers in properly adapting acceptance tests when their
related requirements change. In addition, GuideGen automatically
creates the traces between requirements and acceptance tests as soon
as a new acceptance test is added for a requirement.
In this paper, we focus on the main features of the tool and how they
are used. The technical details as well as the evaluation of the Guide-
Gen approach are described in [HBCG17] and [HBCG18].
We describe the main features of the tool in Section 4.2 and summarize
the evaluation in Section 4.3. Section 4.4 briefly discusses related
work.
4.2 The GuideGen Tool
GuideGen is a web application, written in Java using Servlet and JSP
technology [Hal03]. It is deployed on Apache Tomcat [WGC+04]. On
the one hand, GuideGen supports requirements engineers in maintain-
ing the requirements of a system and in communicating all changes
of requirements to testers, developers and other interested parties
on-time and with almost no effort. On the other hand, GuideGen sup-
ports testers, who maintain acceptance test documents, by providing
them with guidance on how to modify impacted tests so that they stay
aligned with the modified requirements. In addition, by flagging all
non-aligned acceptance tests, any stakeholder can easily see which
acceptance tests are currently mis-aligned with their corresponding
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requirement—be it that tests do not exist yet or that they have not
been updated after changes in the requirements.
The current version of GuideGen is limited to one acceptance test per
requirement. This is no severe limitation: in a previous study [HBCG16]
we found that a one-to one correspondence between requirements
and acceptance tests frequently occurs in practice.
4.2.1 Using GuideGen
Upon starting the application, a user can (1) upload a collection of
existing requirements and acceptance tests into GuideGen, (2) view
the current list of requirements and acceptance tests, or (3) add a new
requirement. The resulting list is shown in Figure 4.1.
Figure 4.1: List of requirements and their acceptance tests.
The acceptance tests shown in Figure 4.1 are all aligned with their
requirements—they are green and no warning flags are shown. When
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a user clicks on the identifier of a requirement or acceptance test,
GuideGen shows the selected requirement or test in detail and the
user can edit it. Subsequently, we describe three typical scenarios for
working with GuideGen.
Scenario 1: Changing a requirement. Let’s assume that a require-
ments engineer selects and edits the requirement REQ3:
A student can edit his personal data and the knowledge level.
Only teachers can edit students’ knowledge level.
- The knowledge level can be: – beginner, – intermediate, – advanced,
– proficient. This change is due to users’ feedback.
Added words are green and underlined, removed ones are red and
struck through, while unchanged text is shown in black. As soon
as the requirements engineer saves the changes, GuideGen identi-
fies the relevant change patterns and, within about three seconds,
generates guidance on how to adapt the associated acceptance test.
Figure 4.2 shows the guidance generated for the previously presented
changes.
The guidance generated by GuideGen consists of a suggestion per
added, deleted or modified sentence. GuideGen lets the requirements
engineer review the suggestions and allows her to mark those that
she considers irrelevant or wrong (Fig. 4.2). As soon as she confirms,
GuideGen automatically creates an e-mail and sends it to all GuideGen
users who have subscribed for receiving change alerts. This e-mail
consists of three parts: (1) the test case to be modified, (2) the gener-
ated suggestions, and (3) the original and the changed requirement.
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Figure 4.2: List of generated suggestions. A user may ignore sugges-
tions (1) and e-mail the other ones to interested parties
(2).
GuideGen also flags non-aligned tests in the list of requirements and
acceptance tests with yellow color and a warning sign, as shown in
Figure 4.3.
1
2
Figure 4.3: The warning flag showing a mismatch (1) and the button
for displaying the non-aligned documents only (2).
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Scenario 2: Adapting an acceptance test. Let’s assume that a tester
receives an e-mail about the change in requirement REQ3 as described
above, reads the message, and decides to adapt the impacted accep-
tance test. After launching GuideGen, the tester clicks TEST-3 which is
flagged as non-aligned by GuideGen (see Figure 4.3). GuideGen then
displays a form for editing the test case (see Figure 4.4). In the edit
field on the left, the current version of the test is displayed. On the right
side, the suggestions generated by GuideGen about how to change
the test case are displayed. The tester can now edit the test accord-
ing to the given suggestions, without having to analyze the changed
requirement manually. When he saves his changes, GuideGen will
remove the warning in the requirements list and display the test-ID in
green.
Figure 4.4: The form for editing TEST-3.
Scenario 3: Overview of non-aligned tests. A stakeholder can get an
overview of all acceptance tests which are currently not aligned by
opening the list of requirements and acceptance tests in GuideGen
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(Figure 4.3) and filtering it for non-aligned entries by clicking the “Non-
aligned” button.
4.2.2 The Algorithms Used in GuideGen
In this subsection, we briefly describe how our approach works. Guide-
Gen first identifies relevant change patterns and then generates the
text of the suggestions. For more details see [HBCG18] or Chapter
3.
Identifying relevant change patterns. Relevant change patterns char-
acterize those changes in requirements that require the associated
acceptance test to be adapted. We classify the changes into relevant
and irrelevant ones by analyzing changes both on the sentence level
and on the level of individual words.
In the analysis on the sentence level, we identify added, deleted and
modified sentences. First, we split the old version of the changed
requirement (oldReq in further text) and the new version (newReq)
into sentences using an implementation of the Stanford sentence
splitting algorithm [MSB+14]. We then compare the sentences from
oldReq with the sentences from newReq by using a semantic similar-
ity toolkit [RLB+13]. If the similarity between a sentence in oldReq
and one in newReq is equal to one, that sentence is unchanged. For
distinguishing between deleted and modified sentences, we use an ex-
perimentally determined similarity threshold of 0.6. If for a sentence s
in oldReq there is no sentence in newReq with a similarity score above
the similarity threshold, we consider s to be deleted. Otherwise, s has
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been modified. We identify the corresponding sentence s’ in newReq
by choosing the pair (s, s’) with the highest similarity score among all
candidate pairs.
When we remove best matches, unchanged sentences and already
identified deleted sentences, the leftovers in newReq are added sen-
tences and the leftovers in oldReq are deleted sentences.
For modified sentences, we then analyze the changes on the word level.
First, we split each modified sentence into a list of words. Then our
diff engine determines whether the words have been added, deleted,
modified or are unchanged. We adapted the algorithm implemented
in Text_Diff [CH], so that we get the changes at a word level, instead
of a phrase level as in the original implementation. We then identify
a word class (e.g. noun, verb) and grammatical function (e.g. sub-
ject, object) for each word. For identifying word classes we use Syn-
taxNet [AAW+16]. SyntaxNet also identifies dependencies between
words, presented as dependency numbers, which is used later when
we generate suggestions. An example of the output of SyntaxNet is
shown in Figure 4.5.
Finally, we classify the changes into relevant and irrelevant ones. As
acceptance tests contain a list of actions to be performed, and actions
are generally expressed using verbs in English sentences, we consider
a change in a requirement to be relevant if it involves an addition, dele-
tion or modification of a verb or of another word class that relates to a
verb, such as nouns (subjects, objects). Changes of other word classes,
such as determiners, relative pronouns or prepositions are irrelevant,
since we assume that they do not influence any actions.
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ID	 	TEXT 	 						WORD		 			DEPENDENCY			GRAMMATICAL	
	 	 	 	 	 	CLASS										NUMBER											FUNCTION	
	
1 	 	A 	 	 	 				DET 	 	 			2	 	 	 	 	det 		
2 	 	student	 				NOUN	 	 			4	 	 	 	 	nsubj		
3 	 	can 	 	 				VERB 	 	 			4	 	 	 	 	aux	
4 	 	edit 	 	 				VERB 	 	 			0	 	 	 	 	ROOT	
5 	 	personal 				ADJ	 	 	 			6	 	 	 	 	amod	
6 	 	data 	 	 				NOUN	 	 			4	 	 	 	 	dobj	
7 	 	and 	 	 				CONJ 	 	 			6	 	 	 	 	cc	
8 	 	the 	 	 				DET 	 	 			10 	 	 	 	det	
9 	 	knowledge			NOUN	 	 			10 	 	 	 	nn	
10	 	level 	 	 				NOUN	 	 			6	 	 	 	 	conj	
11	 	. 	 	 	 				PUNCT 	 			0	 	 	 	 	ROOT	
Figure 4.5: The SyntaxNet output for the old version of the first
sentence in the example shown above.
Generating guidance. For all relevant changes, we now formulate a
list of suggestions on how to adapt the affected test cases. We iden-
tify static parts first, then we identify dynamic parts and finally we
combine them to formulate a suggestion.
The static parts are identified by analyzing the change patterns. For in-
stance, when a whole sentence has been added, the static part is “Add
new steps or modify existing steps to verify that”. When a sentence
has been deleted, the static part is “Delete steps or their parts which
verify that”. If a sentence has been modified, the static parts are for-
mulated according to the modification type: whether a verb, subject,
object, adjective or number has been added, deleted or modified. For
instance, if a subject has been added, the static parts of the suggestion
are “Make sure that now +{dynamic part}” and “Add the steps which
verify this activity.”
We then identify the dynamic parts. When a whole sentence has been
added or deleted, the dynamic part contains that sentence. When a
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sentence has been modified, we formulate the dynamic parts by find-
ing and sorting the related words of the changed word. For instance,
when “the knowledge level” has been deleted, we identify that the
object “level” refers directly to the noun “data” by a conjunction (see
Figure 4.5). In this case we find verbs and subjects that are related to
the main object (“data”). The verb “edit” with its auxiliary verb “can”
is directly related to the noun “data” and the subject “student” with
its determiner “a” directly refers to the verb “edit”. The noun “knowl-
edge” with its determiner “the” directly refers to the object “level”.
We sort the words by their index and formulate the dynamic part of
the suggestion: “a student can edit the knowledge level”. Since the
change pattern is “an object is deleted”, the static part is “Delete steps
or their parts which verify that”. Finally, when we combine the static
and the dynamic part, the following suggestion is generated: “Delete
steps or their parts which verify that a student can edit the knowledge
level.”
GuideGen is applicable for requirements and acceptance tests written
in (free-form or structured) natural language. We have not explored
generating suggestions for how to change the test code when using
automated, executable tests.
4.3 Evaluation
In this section, we summarize the results of a first evaluation of the
GuideGen approach with real-world data. The details are described
in [HBCG18] (Chapter 3).
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Study design. We obtained 262 requirements changes from three
companies. Companies C1 and C2 work with user stories, while com-
pany C3 writes traditional textual requirements. For every change,
we used GuideGen to generate guidance about how to change the
associated acceptance test. We then asked experts from the three com-
panies to evaluate the generated suggestions with respect to seven
questions: (1) correct with respect to suggested actions? (2) grammati-
cally correct? (3) complete? (4) understandable? (5) self-explanatory?,
(6) unnecessary?, and (7) any missed changes?
Results. For companies C1 and C2, the experts found more than 80%
of the suggestions to be correct in terms of actions. For C3, there
was some disagreement among the experts resulting in 66.7% of the
suggestions being considered correct on average. Grammatical cor-
rectness ranged from 67.5% (C2) to over 80% (C1 and C3). Over 93% of
all suggestions were considered to be complete and understandable
by all experts. Over 70% were considered to be self-explanatory. With
respect to necessity, results were good for C1 and C2: the experts found
only 7 to 10% of the suggestions to be unnecessary. In C3, however, two
experts considered about 30% of the suggestions unnecessary and one
expert even found 50% to be unnecessary. The rate of missed changes
(i.e., no suggestion was generated although it would have been appro-
priate to create one) was only 3 to 6%. When comparing our results
with a gold standard of 100% correct suggestions, GuideGen achieves
a very high recall (94-97%) with rather high accuracy.
In follow-up interviews, all experts deemed GuideGen to be useful
for communicating changes on time and with less effort, and helpful
for test engineers to update acceptance tests. They also preferred
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the explicit guidance produced by GuideGen over just being notified
about changes in requirements.
4.4 Related Work
In order to keep software documentation consistent when a system
evolves, researchers propose information retrieval [CHBC+07], [LMOP12]
or natural language processing [ASG+15a] methods to automatically
identify which documents are related to each other and which of them
are impacted by a change. However, there is little research about how
to actually update impacted documents, although it would be ben-
eficial to have guidance about how to handle the changes and what
actions to perform [NdlVS13]. Our tool provides concrete suggestions
for testers on how to handle changes.
Many researchers studied the role of communication in the success
of software projects and its challenges [SSC06], [BS17], [Adz09]. Some
suggest that face-to-face communication should be the main source
of knowledge sharing, since writing e-mails or documents is time-
consuming [MM04]. However, having only verbal communication in-
troduces the risk of misunderstandings and miscommunicated changes
due to many factors, such as geographic, temporal, cultural, and lin-
guistic distance [NBR11]. GuideGen reduces the effort needed for
communicating changes by automatically providing e-mails with in-
formation regarding the change.
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4.5 Conclusion
Summary. We presented GuideGen, a tool that (1) automatically gen-
erates guidance on how to align acceptance tests with evolving re-
quirements, (2) provides e-mail notifications with that guidance and a
summary of changes, and (3) sets warning flags that make stakeholders
aware of mismatches between requirements and associated accep-
tance tests. The evaluation of our approach shows promising results
with respect to the correctness, completeness and understandability
of the generated guidance.
Limitations. Currently, GuideGen is a standalone tool, which limits
its applicability in projects that use existing tool chains for managing
requirements and tests. This is due to the fact that our tool is part
of ongoing research where the focus is on principles rather than on
features. As mentioned above, the current version is also limited to
one acceptance test per requirement. Further, GuideGen does not
check whether the generated suggestions are actually followed when
an acceptance test is updated.
Future Work. We are currently evaluating the GuideGen approach
with respect to its usefulness and applicability in industrial prac-
tice. We also plan to address the current limitations of the GuideGen
tool.
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Original publication:
A Qualitative Study on Using GuideGen to Keep Requirements and Acceptance Tests
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S. Hotomski and M. Glinz
26th IEEE International Requirements Engineering Conference 2018 (RE’18), pages 29–39,
IEEE, 2018 ([HG18b])
Abstract
Software requirements constantly change, thus impacting all other
artifacts of an evolving system. In order to keep the system in a consis-
tent state, changes in requirements should be documented and applied
accordingly to all affected artifacts, including acceptance tests. In prac-
tice, however, changes in requirements are not always documented nor
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applied to the affected acceptance tests. This is mostly due to poor
communication, lack of time or work overload, and eventually leads to
project delays, unintended costs and unsatisfied customers. GuideGen
is a tool-supported approach for keeping requirements and acceptance
tests aligned. When a requirement is changed, GuideGen automatically
generates guidance in natural language on how to modify impacted
acceptance tests and communicates this information to the concerned
parties.
In this paper, we evaluate GuideGen in terms of its perceived usefulness
for practitioners and its applicability to real software projects. The eval-
uation was conducted via interviews with 23 industrial practitioners
from ten companies based in Europe. The results indicate that Guide-
Gen is a useful approach that facilitates requirements change manage-
ment and the communication of changes between requirements and test
engineers. The participants also identified potential for improvement,
in particular for using GuideGen in large projects.
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5.1 Introduction
Changes in software requirements are inevitable and they affect all
other software activities, including acceptance testing. Although re-
quirements engineering and acceptance testing are mostly performed
separately, there is much synergy between them. Requirements de-
scribe what a system should do, while acceptance tests verify that the
actual behavior and properties of the system comply with the specified
requirements [MSB11]. Therefore, requirements and their correspond-
ing acceptance tests should always be aligned [UKKD08].
In order to achieve and maintain this alignment, all changes in re-
quirements should be documented and communicated on time to the
testers so that they can change the acceptance tests accordingly. How-
ever, in practice, keeping requirements and acceptance tests aligned
and up-to-date is a challenging and expensive task [HBCG16]. There-
fore, automation in requirements change management [AHB16], as
well as guidelines and tool support [KHO17] are needed.
GuideGen is a tool-supported approach that facilitates keeping re-
quirements and acceptance tests aligned [HBCG18]. When a require-
ment is changed, GuideGen automatically generates guidance on how
to modify the affected acceptance test. We previously evaluated Guide-
Gen in terms of the correctness of the generated guidance [HBCG18].
However, we did not perform a thorough qualitative evaluation of the
actual usefulness of GuideGen in practice.
In this paper, we aim at closing this gap by evaluating GuideGen
in terms of its usefulness to practitioners and applicability to their
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projects, using a qualitative experiment [Kit96]. We presented Guide-
Gen to practitioners using their own data and then conducted thirteen
interviews in ten companies with a total of twenty-three experienced
practitioners. In order to obtain a baseline for comparison, we started
the interviews with an exploratory part where we investigated the cur-
rent challenges that the participants are faced with when requirements
change. Then we assessed the usefulness of GuideGen in practice by
asking the participants which of their current challenges can be miti-
gated by using GuideGen and how applicable and useful GuideGen
would be in their current projects.
The results show that the challenges about aligning requirements and
acceptance tests found in earlier studies (e.g., [HBCG16], [BRB+14],
[LB14]) are still present, indicating that new approaches are needed
for managing changes in requirements and keeping them aligned to
acceptance tests. The principal idea of GuideGen was rated to be use-
ful or even extremely useful by all interviewed practitioners, and even
in the practical setting of the current projects, 20 of the 23 participants
found GuideGen to be useful or extremely useful. The participants
also identified things to be changed or added to the GuideGen tool in
order to make it fully applicable in practice.
The remainder of the paper is structured as follows. We first give a
short overview of the GuideGen method and tool in Section 5.2. In
Section 5.3, we describe our research methodology. In Section 5.4 we
present the results and discuss them in Section 5.5. Related work is
discussed in Section 5.6. Section 5.7 concludes the paper.
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5.2 GuideGen
GuideGen1 is a tool-supported approach for automatically generating
guidance on how to update acceptance tests when their corresponding
requirements change [HBCG18], [HG18a]. To make this paper more
self-contained, we briefly describe the GuideGen method and tool with
a running example from the healthcare domain. Figure 5.1 shows the
list of requirements for a patient management system in the GuideGen
tool.
Figure 5.1: A list of requirements and their acceptance tests
We assume that a requirements engineer needs to change requirement
REQ4 about cancelling an appointment. She clicks on the requirement
ID in the tool and gets a window where she can edit the requirement
as follows (added parts are in green and underlined):
1http://www.guidegen.org
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“A patient can cancel his/her appointment. The
doctor’s office and the patient will get a cancella-
tion e-mail. The patient must be logged-in first
in order to make the cancellation.”
As soon as the changes are applied to the requirement, GuideGen
analyzes the changes and determines the relevant parts, i.e., those
that impact an acceptance test linked to the changed requirement. In
our example, the addition of the subject “patient” and of a complete
sentence are relevant, while the added words “and” and “the” are ir-
relevant. Based on this analysis, GuideGen automatically generates
guidance in natural language for the testers about how to change the
associated acceptance test. The guidance consists of one suggestion
per relevant changed element. In our example, the following sugges-
tions are generated:
1. Make sure that now the patient will get a cancellation e-mail. Add
the steps or modify the expected results which verify this activity.
2. Add new steps or modify existing steps to verify that the patient must
be logged-in first in order to make the cancellation.
The details about how the analysis works and the suggestions are
generated can be found in [HBCG18].
The GuideGen tool displays the generated guidance to the require-
ments engineer (Fig. 5.2) who can now review the generated sugges-
tions, mark those that she considers to be irrelevant or wrong and then
let GuideGen notify all people who have subscribed to such notifica-
tions.
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Figure 5.2: A list of suggestions generated by GuideGen
Notification works by an automatically generated e-mail, which con-
tains the information about the affected acceptance test, the relevant
suggestions on how to adapt that test and the summarized changes in
natural language.
In the list of requirements, GuideGen also flags the acceptance test
associated to the changed requirement with a warning sign, indicating
that this test is outdated. When a test engineer receives a notification
message from GuideGen, he can open the affected acceptance test
case and edit it. GuideGen displays the editing window with the text of
the test and the suggestions about what to change side by side (Fig. 5.3).
When the tester saves his changes, GuideGen removes the warning
flag from the list of requirements. More details about the GuideGen
tool can be found in [HG18a].
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Figure 5.3: Suggestions that are shown to a test engineer in the
affected test case
5.3 Research methodology
5.3.1 Research Goal and research questions
In [HBCG18] (see Chapter 3), we have evaluated GuideGen in terms
of the correctness and appropriateness of the guidance generated by
GuideGen. With a correctness score of more than 80% for real-world
agile requirements and around 67% for traditional requirements, we
found that GuideGen provides relevant and useful guidance for keep-
ing acceptance tests aligned with their requirements. However, we did
not assess the actual usefulness of GuideGen in practice. In this paper,
our goal is to close this gap by performing a qualitative evaluation of
GuideGen in terms of its perceived usefulness for practitioners and its
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applicability to industrial software projects. From this goal, we derive
four research questions:
RQ1: What are the current challenges with evolving requirements
faced in industry?
RQ2: What are the benefits of GuideGen that can have a positive
impact on the current challenges?
RQ3: How applicable is GuideGen to the current setup of real industrial
projects?
RQ4: How useful is GuideGen for solving the currently faced issues
with evolving requirements?
With RQ1, we assess the current situation with documenting and com-
municating changes in requirements and their tests and thus establish
a baseline, against which the usefulness of GuideGen can be assessed.
RQ2 investigates the benefits of GuideGen in order to assess its poten-
tial usefulness as perceived by industrial practitioners. RQ3 studies
how well GuideGen can be used in the framework of the processes
that practitioners currently use in their projects. Finally, RQ4 sheds
light on the concrete usefulness of GuideGen for solving issues that
practitioners are faced with in their current projects.
5.3.2 Study Design
To answer our four research questions, we performed a qualitative
experiment2, which consists of three parts.
2According to Kitchenham [Kit96], a qualitative experiment is “a feature-based evalu-
ation done by a group of potential users who are expected to try out the methods/tools
on typical tasks before making their evaluation”.
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1. Introductory presentation. The first author explained the GuideGen
approach in a 20 minute talk to a group of business and technical
practitioners. Then, a five minute video3, which demonstrates the
GuideGen tool, was shown to the audience, followed by a question and
answer session of up to 30 minutes about both the GuideGen approach
in general and the GuideGen tool. The first author then asked for
requirements and test engineers who were interested to try out the
tool and to evaluate GuideGen. We did this to ensure that only people
who are interested and knowledgeable in the field of requirements
engineering or testing participated in the experiment.
2. Tool trial. Although the participants already got familiar with the
GuideGen tool by attending the presentation, we encouraged them to
try it themselves, by using examples from their own projects. The tool
trial lasted between 30 and 45 minutes.
3. Interview. After a five minute break, we conducted semi-structured
interviews [Pat90] with the participants. Each interview consisted of
two main parts: an exploratory part referring to the current issues and
challenges faced when requirements change (RQ1) and an evaluation
part about the usability and applicability of GuideGen (RQ2-RQ4). The
interviews lasted between sixty and ninety minutes.
When there were more than two participants available or the presen-
tation was held after the working hours, the first author came back the
day after, otherwise the tool trial and interviews were held right after
the presentation. The first author visited seven of the ten companies
3The video is available at https://tinyurl.com/y9leos5e
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in person. For three companies (C6, C7 and C9 in Table 3.3) the pre-
sentation was held via Skype and only to the participants who were
actually interviewed.
Demographics
The study is based on 13 interviews with 23 participants from ten com-
panies. The companies are distributed over five countries in Europe:
three companies are located in Switzerland, four in Serbia, one in
Germany, one in Denmark and one in the Netherlands. We selected
the companies by convenience sampling, using our personal contacts.
We only selected companies that have documented requirements and
acceptance tests, written in natural language. An overview of the
companies is shown in Table 5.1.
All participants have between five and seventeen years of experience
in IT and at least three years of experience in the requirements engi-
neering and/or testing field. An overview of the participants and their
teams is provided in Table 5.2. In total, we interviewed twelve test
and quality assurance engineers, five requirements engineers and six
industrial practitioners who are doing both requirements engineering
and acceptance testing. We also present the size of the teams and
the software process model applied within the teams, since that may
impact the way that changes are communicated and documented,
indirectly influencing the applicability of the approach.
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Table 5.1: An overview of the companies
Company
Domain of
activities
Country # of employees
C1 Power industry
Serbia
(International)
1000 (10000
worldwide)
C2
Access-control
solutions
Switzerland
(International)
1000 (10000
worldwide)
C3
Distribution
Solutions
Switzerland
(International)
500 (2500
worldwide)
C4
Enterprise
Content
Management
Switzerland
(International)
50 (7000
worldwide)
C5
IT project and
product
management
Serbia (Germany,
India)
20 (500 in total)
C6
Online marketing
and online
shopping
Germany
(International)
1200 (3000
worldwide)
C7
Content
Management
Systems
Netherlands
(International)
60 (600
worldwide)
C8
Software testing
services
Serbia (Austria,
Switzerland)
120 (500 in total)
C9
Data and
Analytics
Denmark
(Sweden)
250 (1000 in total)
C10
Website and
mobile
development
Serbia (Germany) 110 (350 in total)
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Data collection and analysis
All experiments were conducted in December 2017 by the first author.
The majority of experiments were face-to-face, except for companies
C6, C7 and C9 that were conducted via Skype, due to their location.
When the presentation and the trial of the tool were not done in person
but via Skype, we shared the screen and the participants dictated or
copied in Skype chat the text that should be inserted into the tool. In
such a way the participants P16, P17 and P21 could see how the tool
performs using their own data, just as other participants who tried the
tool.
The interview instrument4 was prepared in advance and has been
discussed with several researchers specialized in qualitative studies
and/or requirements engineering. In addition, we conducted a pilot
interview with one personal contact from industry before starting the
interviews reported in this study. Six interviews were done in pairs, two
were conducted with three people at the same time and the remaining
five were done with one person, as shown in Table 5.2. All interviews
were conducted in English.
The interview instrument contains six parts, with questions referring
to: (1) the interviewee’s profile, (2) the profile of the company, (3) the
software process model applied within a team, (4) how requirements
and acceptance tests are documented and linked, (5) how require-
ments and acceptance tests are updated, and (6) the evaluation of
GuideGen in terms of its usability and applicability. When asked about
4https://tinyurl.com/y9hfgwn7
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how requirements and acceptance tests are managed, documented
and updated (parts 3, 4 and 5), the interviewees explained also the
issues they are faced with, thus answering RQ1. In part 6, we asked
how GuideGen could influence the communication (6.5) and the way
of working with requirements and acceptance tests (6.4), thus learning
about the perceived benefits of GuideGen (RQ2). The applicability of
GuideGen (RQ3) was assessed by asking whether the current imple-
mentation of GuideGen fits to the interviewees’ current projects (6.6-
6.9). Finally, we learned about the usefulness of GuideGen by directly
asking the interviewees for their opinion (6.1, 6.2 and 6.8).
For analyzing the data, all interviews were recorded and later tran-
scribed. The answers from all participants for each of the questions
were grouped in order to be able to compare them. In such a way
it was possible to quantify the answers to certain topics during the
analysis.
5.4 Results
In this section, we present the results of our study, grouped by our four
research questions.
5.4.1 Current issues with changing requirements (RQ1)
We first investigated the current challenges with changing require-
ments faced by the industrial practitioners. Although previous re-
search [HBCG16], [BRB+14], [LB14] already has identified the most
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common challenges, we needed to assess the current state of practice
as seen by the participants of our study, in order to set up a baseline
for the subsequent evaluation of the usefulness and applicability of
GuideGen. The results show that the challenges identified in previous
work are also perceived by the participants of our study. The most
frequently mentioned challenges concern communication, documen-
tation and tools.
Communication issues. When asking about the difficulties faced
when requirements evolve, communication issues were explicitly men-
tioned by ten participants (P1, P4, P6, P8, P10, P12, P14, P16, P21 and
P22) and agreed by seven other participants who were interviewed
together with one of those ten (P2, P3 and P5, P7, P9, P13 and P23). Not
surprisingly, all seventeen participants work in distributed or cross-
functional teams, except P16 who explained that the communication
problems occur when: “people are coming and leaving the company,
they don’t know all the communication channels that we use in the
company or they don’t know the whole domain”.
The most frequently reported communication issues are: late- or non-
communicated changes to test engineers (CI1)5, passing incomplete
information from requirements to test engineers (CI2) and inability to
track changes due to different communication channels (CI3).
Several researchers and practitioners advocate the involvement of
test engineers in all requirements related activities as a best prac-
tice [UKKD08], [HBCG16], [Adz09]. However, in many companies
this practice is still not applied. P1, P4, P6, P12 and P14 stated that
5We assign identifiers to all issues so that we can refer to them later.
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changes in requirements are not communicated on-time to test engi-
neers due to excluding testers from requirements activities. P2 framed
the problem as follows: “They [the requirements engineers and the
top management] don’t understand how important it is and we don’t
have that mindset that product owners and test engineers are “brothers”.
They need to work together and write documents also together, to be
sure that they are on the same page”.
Moreover, P21 and P22 said that sometimes changes in requirements
are not communicated to testers at all: under time pressure, require-
ments engineers often communicate changes only to developers.
Another problem, mentioned by P6, P8 and P12, is passing incom-
plete information from requirements engineers to test engineers. This
causes test engineers to apply incorrect changes to test scenarios. Test
managers P8 and P9 mentioned that the quality of communicated
information sometimes depends on the mood of requirements en-
gineers. P8 explained: “Sometimes it goes smoothly and we clarify
everything, but sometimes if they are in a bad mood we either don’t hear
from them at all, or we have unpleasant conversations, we don’t get
enough data and we cannot later do our job correctly”.
Further, P4 and P16 reported difficulties for test and requirements
engineers to track changes when different communication channels
are used at the same time, such as verbal communication, e-mails and
chats.
Documentation issues are also present. The most frequently men-
tioned ones are: outdated documents (DI1), incorrect acceptance
tests (DI2) and bad quality of requirements documents (DI3).
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While there is research addressing the problem of outdated documents
(e.g., [CKG12], [DWP15]), this is still a major issue in practice. P15
stated: “The documentation is the first thing to suffer if there is no
time or [when there is] a lot of stress or a lot of people involved”. P7
explained that this is due to lack of time and a pressure from clients.
The problem of outdated documents is also mentioned by P2, P8 and
P12.
Incorrect acceptance tests are another issue that occurs mostly when
testers are new and do not understand the context or when they are
excluded from designing or modifying requirements, explained P5,
P6, P11, P16 and P17. Another reason for having incorrect tests is
that test engineers mostly rely on their own experience when writ-
ing or modifying tests. This is due to bad quality of requirements
documents and poor communication between test and requirements
engineers.
The most common issues with regard to the bad quality of require-
ments documents are: incompleteness or lack of context (P2, P6, P9,
P10, P16, P17, P22), outdated requirements (P1, P3, P7, P8 P15, P12)
and lack of traceability links between requirements and tests (P8, P14).
Besides the lack of time, another reason for outdated, incomplete and
non-traceable requirements documents are lack of knowledge with
regard to change impact and risk (P1, P16, P17) and preference for
verbal communication (P10, P11).
Issues with the currently used tools were also reported frequently:
usage of too many different tools for document management (TI1),
complexity of the tools (TI2) and inconvenient notification system
(TI3).
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Table 5.3 shows the reported tools used for requirements and test
document management. The most common tools for managing low-
level or technical requirements are TFS and Jira. P12 and P22 said
that they use Polarion for this purpose. For high-level requirements
practitioners use Microsoft Word, Microsoft Excel or Confluence. The
tools for managing manual acceptance tests are TFS, TestLink, Jira,
QA complete, iScrum, Google Docs, Tosca, Polarion, Excel and Test
rail.
Using too many different tools and having requirements and tests
in various places is reported to be challenging (P2, P5, P16). For in-
stance, P5 explained that they first get high-level requirements from
their clients in an Excel document and then, based on that document
and discussions with the clients, they create functional specification
in Word, as an internal, high-level requirements document. From
the functional specification they derive user stories for development,
which is their technical requirement specification. P5 stated: “Some-
times you really need to be experienced to quickly find information that
is needed. You need to know what is the level of detail in order to know
where to look for the information”.
Another problem is the complexity of the current tools. For instance,
in TFS or TestLink too much “meta-work” is needed to get basic infor-
mation, such as a traceability link or a history of changes, as reported
by P2 and P15. P15 stated: “Too many clicks are needed and meta-steps
in order to create a test case or to see the link between a test and its
requirement. This is why I use Google Docs for smaller projects, but I
am aware that this is not sustainable”.
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Table 5.3: Tools currently used for managing requirements and ac-
ceptance tests documents
Tool Document type
Number of
participants
Participants’ ID
TFS
Low-level
requirement
11 P1-P9, P13, P14
Acceptance test 10 P1-P9, P13
Acceptance
criteria
2 P1, P2
Jira
Low-level
requirement
10
P10, P11, P15-P21,
P23
Acceptance
criteria
3 P18, P21, P23
Polarion
Low-level
requirement
2 P12, P22
Acceptance test 2 P12, P22
Microsoft
Word
High-level
requirement
(functional
spec.)
10
P3-P9 P13, P14,
P17
Excel
High-level
requirement
7 P3-P9
Acceptance test 1 P14
Confluence
High-level
requirement
2 P13, P14
TestLink Acceptance test 9 P3-P9, P16, P15
QAComplete Acceptance test 2 P10, P11
iScrum Acceptance test 2 P1, P2
Google Docs Acceptance test 2 P15, P16
Tosca Acceptance test 2 P19, P20
Test rail Acceptance test 1 P17
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The most common problem reported with regard to the notification
system in TFS is that a user must subscribe for every feature individu-
ally and personally, and there is no possibility that a user subscribes
other users to a feature of interest. When there are too many features,
practitioners sometimes miss to subscribe and are not notified about
important changes.
Another issue with the notification system in the currently used tools
is spamming, as reported by P6, P15, P22 and P23. In case of numerous
changes practitioners get too many notifications and, therefore, some
changes are missed or simply ignored.
5.4.2 Benefits and Strengths of GuideGen (RQ2)
After discussing the current challenges, we assessed which of them
GuideGen can mitigate. We asked the participants how using Guide-
Gen would influence their work. From their answers, we identified
seven benefits of GuideGen (labeled B1-B6) which we present be-
low.
B1. Faster communication of changes. Participants who work in cross-
functional or distributed teams saw a benefit in the mechanism for
communicating changes provided by GuideGen. For instance, P20
reported: “It can also shorten time for the communication of changes
and just to keep test documents aligned”. Moreover, this benefit is rec-
ognized also by the participants who work in co-located environment,
such as P1 and P10. For instance, P10 explained: “In the companies
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where people don’t sit next to another the tool would help to communi-
cate changes more quickly”. This benefit directly addresses the issue
with late communication of changes (CI1) and indirectly the issue with
writing incorrect acceptance tests (DI2).
B2. Changes no longer missed or overseen by testers. Several partic-
ipants stated that with GuideGen it would happen much less that
changes are communicated badly or not on-time. P7 explained: “A lot
of things would not pass by us. I would get the information about every
change. That would make the process of maintaining the change and
documents easier”. P11 also saw the following benefit: “If I am away
for a business trip or on holidays, we would not miss (...) changes [while
being absent]”. This again refers to CI1 and to passing incomplete
information from requirements to test engineers (CI2).
B3. Acceptance tests updated faster and easier. Participants stated that
suggestions, automatically generated e-mails and warnings would
result in faster and more timely updates of acceptance tests. For in-
stance, P21 explained: “It would be definitely faster and smoother to
communicate changes and to apply the changes, because we would
not need to think that much what to do, if the system would propose
the changes based on the updates in the requirement. It helps that the
whole process goes faster”. The participants P1, P3, P4, P5, P8, P13, P15
and P20 also made similar statements.
Updating acceptance tests would not only become faster with Guide-
Gen, but also easier. As P2 explained: “It will be much easier, because
we would have alerts for the changes and we would really use it to
know how to change test cases and not only that the change is there”.
Participants P6, P7, P20 and P23 made similar statements.
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By improving the process of communicating and understanding changes
(B3), GuideGen addresses the issues CI1, CI2 and CI3. If industrial
practitioners apply the changes suggested by the tool, that would
positively affect the issue with outdated documents (DI1).
B4. Requirements and acceptance tests kept closely together. In some
companies, requirements and acceptance tests are stored and man-
aged in different tools, thus keeping them and their changes easily
traceable becomes challenging. For instance, P5 explained: “If I change
something in a requirement, currently testers don’t have a clue that
something is changed. I think it’s good to keep requirements and ac-
ceptance tests together and that changes are visible to everybody”. This
benefit directly addresses the issue with using too many tools for
requirements and test management (TI1) and indirectly the issue
with the quality of requirements (DI3), since GuideGen establishes
traceability links between requirements and tests. P15 and P19 made
similar statements.
B5. Simple to use. The GuideGen tool misses many features that other
tools have (see 5.4.3). P15 and P23 perceived this as a benefit and
stated that due to its simplicity they would use GuideGen for smaller
projects rather than TFS or Jira. P15 explained that for smaller projects
she uses Google docs in order to avoid the complexity of TFS and Jira
and that GuideGen provides much better possibilities for document
management than Google docs. This partially addresses the issue with
the complexity of the current tools (TI2).
B6. Serving as a reminder for updating. P18 rated the way of com-
municating changes with GuideGen as follows: “It would be a good
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reminder and a good summary”. P12 rated the warnings as follows:
“I see it as a good reminder for me not to forget to update a test case”,
while P11 emphasized: “E-mails can easily be ignored, but warnings
in the app itself will remind us that the documents are non-aligned
and that there has been a change in the requirement. The warning
cannot be ignored forever”. This partially solves the issues DI1 (out-
dated documents), because test cases will not stay outdated, and TI3
(inconvenient notification system).
5.4.3 Applicability of GuideGen to real industrial projects
(RQ3)
In order to assess how applicable GuideGen is to the current setup in
the companies, we specifically asked the participants if they would
use the GuideGen tool for their projects if it were available. Two partic-
ipants said that they would use it for smaller projects as is (P15, P23),
while 14 (P5, P9-P14, P16-P22) said that they would use GuideGen if
it were available as a plug-in for their existing tools. The remaining 7
participants (P1-P4, P6, P7, P8) said they would use it, but would need
more features. Two of them (P6 and P7) mentioned that GuideGen
could be a standalone application, but then the changes should be
automatically replicated to the currently used tools, such as Jira or
TFS.
In the following two sub-sections we present the major concerns to-
wards the applicability of GuideGen and what features the participants
missed in the GuideGen tool.
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Major concerns about the applicability of GuideGen
The majority of participants was concerned about the data migration
effort when switching to a new tool, in particular, when the amount of
documents is high.
Next, there are different types of requirements and acceptance tests,
defined with different levels of detail, while GuideGen currently sup-
ports only one type of requirements and tests. In real projects, re-
quirements can be specified as high level requirements, followed by
more detailed functional specifications, epics, user stories, etc. Ac-
ceptance tests can be, for instance, internal acceptance tests which
usually correspond to user stories or business acceptance tests which
usually consist of a couple of functional tests, covering one business
unit. Furthermore, some companies do not have acceptance tests, but
only acceptance criteria defined within user stories, explained P18,
P20 and P23.
Further, participants were concerned about the bad quality of require-
ments in their company and how that may influence the performance
of the GuideGen tool. Too short and incomplete sentences, too long
sentences and grammatically incorrect sentences are often present in
requirements. Changes in such sentences might cause that the tool
generates incorrect suggestions. Another concern are outdated re-
quirements that directly hinder the applicability of GuideGen.
Finally, the problem with spamming by sending too many e-mails due
to frequent changes was another concern.
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Features missing in GuideGen
We then specifically asked about the features that would be needed to
make GuideGen applicable to the participants’ current projects, but
are missing in the current version of the GuideGen tool. The missing
features mentioned in at least two interviews are presented in Table 5.4.
They are mostly related to the workflow and status management or
the usability.
Table 5.4: The missing features reported by at least two participants
in two different interviews
Missing features Participants
A possibility to see the outcome of the test
execution (e.g. skipped, passed, failed, not
started...)
P2, P4, P6, P12, P15,
P19, P21
A possibility to see the status of a requirement
(e.g. new, assigned, opened, finished...)
P6, P12, P13, P15,
P17, P21
Tracking the history of changes in require-
ments and tests
P5, P7, P16, P20,
P23
Personalize the user (having different ac-
counts with different privileges)
P7, P9, P14, P16,
P21
Different structure for keeping the documents
(more folders for grouping different types of
requirements, different projects or features)
P3, P5, P6, P12
Other features mentioned by at least one participant are: an improve-
ment of the user interface for documenting test cases (P4), linking test
cases to a specific acceptance criterion and not to the whole require-
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ment or user story (P1), multiple languages support (P9), identifying
which test case is actually impacted among many related ones (P15),
identifying which concrete step in the test case is affected (P11), a
possibility to make a test plan and not only scenarios (P2), including
bugs in the system besides requirements and test cases (P2), ability
to change and adapt the generated suggestion (P5), an automated
analysis of changes in diagrams and images (P8), proposing manual
checking instead of generating suggestions in case when a require-
ment is changed more than 60% (P8), a possibility to send a message
to all subscribers on Slack instead of sending e-mails (P16), a central
place to maintain boards like in Jira and estimation and prioritization
tools (P17).
The current version of the GuideGen tool is limited to a one-to-one
relationship between requirements and acceptance tests [HG18a]. To
assess the severity of this limitation, we explicitly asked about what
relationship is the most common in practice. Two participants stated
that they mostly have 1:N, another two reported 1:1, one participant
reported M:1 and the remaining participants said that they have an
M:N relationship. Two of those who reported M:N explained that due
to lack of time they often have 1:1, but they aim at having multiple
tests per requirement in the future.
5.4.4 Quantitative evaluation of usefulness (RQ4)
We performed a short quantitative assessment of GuideGen by asking
the participants to evaluate its usefulness on a five point scale, from 1
(totally useless) to 5 (extremely useful). We asked about the usefulness
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of GuideGen both in general and for the participants’ companies. The
summary of the results is shown in Figure 5.4.
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Figure 5.4: The usefulness of GuideGen in general (left) and for the
company (right)
The participants P1-P5, P8-P11, P14, P16, P17 and P23 evaluated the
approach as extremely useful and P6, P7, P12, P13, P15, P18-P22 as use-
ful in general. When we asked for their work in their current company,
the participants P1, P3-P5, P7-P9, P14, P15 and P23 rated GuideGen
as extremely useful, P2, P6, P10-P13, P17, P19, P21, P22 as useful, P18
and P20 were neutral and P16 said that as a standalone tool it would
be totally useless for his work. P18 explained that he is neutral due to
not enough time to rate the usefulness of GuideGen thoroughly. P20
said that in his team acceptance tests are specified and updated by
the clients and, therefore, GuideGen would not affect his work. P16
explained that GuideGen is useless for his work as a standalone tool
due to challenges faced when switching to yet another tool. How-
ever, he said he would rate GuideGen as extremely useful if it were
implemented as a plug-in for Jira.
We then asked our participants to rate the usefulness of the suggestion
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feature (i.e., the suggestions generated by GuideGen about how to
change an affected acceptance test). We gave them two scenarios,
(1) the generated suggestions are correct in 98% of all cases and (2) they
are correct in 80% of the cases, and asked them to rate the usefulness
on a scale from 1 (totally useless) to 5 (extremely useful) for both
scenarios. The results are shown in Figure 5.5.
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Figure 5.5: The usefulness of the suggestions when they are 98%
correct (left) and 80% correct (right). 1 - totally useless,
2 - useless, 3 - neutral, 4 - useful, 5 - extremely useful
In scenario 1 where 98% of the generated suggestions are correct,
all participants rated this feature as useful or extremely useful. In
scenario 2 with 80% correct suggestions, only one participant (P19)
said that suggestions would be useless at this level of correctness. Four
participants (P5, P12, P18 and P21) gave a neutral rating and explained
that it might be confusing to get 20% wrong suggestions. The other
19 participants rated the suggestion feature to be useful or extremely
useful even at a correctness level of only 80%.
In addition, we asked whether suggestions are needed or the summary
of the changes would be enough. 18 participants explicitly stated that
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they need suggestions, while the others stated that it might be enough
to have only the summary, but having the suggestion feature would
nevertheless be useful and “nice to have”.
5.4.5 Threats to Validity
Every qualitative research is exposed to several threats to validity. In
this subsection we describe the possible threats.
Construct validity This aspect of validity reflects to what extent the
operational measures that are studied really represent what is investi-
gated [RH08]. We are aware that the participants would need to use
GuideGen for a longer period of time in order to provide a more ratio-
nal evaluation of its usefulness. However, due to the limited availability
of the participants and the complexity of their systems and documen-
tation, this was not possible. Therefore, we designed our study in such
a way that the participants first got familiar with GuideGen through
the presentation and the video. Moreover, after that introduction they
had the opportunity to try out the GuideGen tool themselves, using
examples from their own work.
The interviews were conducted by the researcher who created Guide-
Gen, which might cause politeness bias in the interviewees’ answers.
We addressed this threat by telling the interviewees that they should
be objective and express all their doubts and concerns about Guide-
Gen.
Another threat to construct validity are misunderstandings between
interviewer and interviewees. In order to mitigate this threat, we tested
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our interview instrument in a pilot interview. In the interviews, we
clarified questions whenever we had the impression that an intervie-
wee had misunderstood them. The interviewees were also free to ask
questions at any time.
Internal validity refers to credibility of drawn conclusions in a study
[RST02]. In order to limit threats to internal validity, a good research
design is always of crucial importance [IK11]. Therefore, we carefully
designed our interview questions, we discussed them with a group of
researchers, improved them and performed a pilot interview with a
requirements engineer, who is our personal contact in industry. The
discussion with researchers regarding the interview design helped us
to limit also the reliability threat. However, reliability threats regarding
researcher bias cannot be completely ruled out, because the interviews
were conducted by only one researcher.
In order to avoid selection bias, we avoided personal contacts when
we performed the interviews for the study. In addition, we interviewed
only industrial practitioners who were interested to try GuideGen and
answer our questions.
External validity is concerned with the generalizability of the findings
of a study [RH08]. In order to limit the threat to external validity, we
tried to keep diversity in terms of structure of the chosen companies,
their size, domain of responsibilities, processes applied within the
companies and the way that requirements and tests are documented.
In addition, we chose participants based on their roles, so that we
discuss with the target group, which are practitioners responsible
for requirements and test documentation. Furthermore, we tried to
achieve some geographical diversity.
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5.5 Discussion
In this section we discuss the study results and the lessons learned.
5.5.1 Current issues with changing requirements and
how GuideGen can mitigate them (RQ1, RQ2)
Table 5.5 summarizes the most frequently reported issues and the ben-
efits of GuideGen that can mitigate those issues. We found that late
communication, miscommunication and even non-communication
of changes as well as outdated documentation are still major issues in
practice, which confirms the results of a previous study [HBCG16].
Some issues are mitigated by GuideGen in its current form. For ex-
ample, e-mails and warnings created by GuideGen support a better
change communication and ensure that changes are not overseen.
However, in projects with a high change rate, the use of GuideGen
might result in so many e-mails and warnings that the testers would
feel spammed. Addressing this issue requires adaptations in Guide-
Gen: the GuideGen notification system would have to be made con-
figurable so that, for example, testers could opt for receiving only one
message per day from GuideGen with a summary of all changes (as
suggested by P15). The tool should also permit a user to subscribe
other interested parties to a feature, as this is one of the major issues
with the notification system of currently used tools.
There are also issues, particularly those concerning organizational cul-
ture, which cannot be solely addressed with a tool such as GuideGen.
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Table 5.5: The reported issues and benefits of GuideGen that miti-
gate them.
Issue type Issue description (ID) Benefit ID
Communication
late-/non-communicated changes
(CI1)
B1, B2, B3
Passing incomplete information
(CI2)
B2, B3
Many communication channels
(CI3)
B3
Documentation
Outdated documents (DI1) B3, B6
Incorrect test cases (DI2) B1
Bad quality of requirements (DI3) B4
Tools
Too many different tools (TI1) B4
Complexity (TI2) B5
Inconvenient notification system
(TI3)
B6
While GuideGen facilitates the process of keeping acceptance tests
up-to-date (by providing guidance and reminders for test engineers),
GuideGen cannot force test engineers to apply the changes. Conse-
quently, GuideGen cannot solve the issue of outdated acceptance tests
if test engineers do not update them.
The fact that GuideGen only has a small amount of features can be
seen as both a weakness and an advantage. The weakness is that
GuideGen cannot support projects having, for example, different levels
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of requirements and tests with many-to-many relationships between
them. GuideGen also does not provide any sophisticated means for
managing requirements and tests or for tracking issues. The advantage
is that GuideGen is easy to use and suffices for smaller projects where
tools like Jira or TFS are reported to be too complex and overwhelming
for the users.
5.5.2 Applicability of GuideGen (RQ3)
In terms of applicability, we found that (1) the GuideGen tool can be
used as is for smaller projects, but cannot replace the existing tools
used for complex projects, and (2) it is most applicable to low level
requirements and acceptance test documents.
GuideGen as a standalone tool
GuideGen cannot replace currently used tools for three main reasons:
(1) missing features, (2) the complexity of data migration and con-
figuration setup, and (3) the reluctance of industrial practitioners to
learn new tools and adjust their working procedures accordingly. The
participants stated that GuideGen needs to provide more features,
for example, for managing workflow, history of changes, and access
rights, as well as a possibility to better organize documents. Next, in
complex systems data migration is a difficult and expensive task. The
participants P16 and P17 explained that they do not want to start using
another tool when they already have all data and configurations set up
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in the currently used tools. Finally, participants argued that learning
how to use a new tool and adjusting to it also takes some time.
However, all participants see a lot of benefit in the suggestions created
by GuideGen and in the proposed way of communicating changes.
Therefore, many of them suggested that the tool should be a plug-
in for the tools they already use. So they could profit from the core
features of GuideGen without having to migrate their data or to adjust
their processes to a new tool set.
Types of documents to which GuideGen is applicable
There are different types of requirements and acceptance test doc-
uments, written with different levels of detail, as explained in Sec-
tion 5.4.3. GuideGen is most applicable to low-level requirements
and functional acceptance tests, since their levels of detail match
and changes in one document directly cause changes in another one.
GuideGen is not applicable to comprehensive requirements docu-
ments whose level of detail and scope go way beyond the specification
of functional and non-functional requirements, but also contain ar-
chitecture details or process descriptions. Changes of those elements
may not impact changes in acceptance tests.
GuideGen has been built for supporting manual acceptance testing.
With a minor adaptation of suggestions and an integration within the
existing frameworks for automated testing, the approach could also
be applied to scenarios written using Gherkin syntax [Adz16], which is
widely used for specifying automated acceptance tests. We have not
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explored generating suggestions for how to change the test code when
using automated, executable tests.
Since GuideGen analyzes textual requirements by using NLP methods,
it is applicable only to textual documents. GuideGen cannot analyze
models, graphs or images.
5.5.3 Usefulness of GuideGen (RQ4)
Davis [Dav89] defines perceived usefulness6 and perceived ease of
use7 as the fundamental determiners of user acceptance. In this study,
we concentrated on perceived usefulness. Ease of use was addressed
indirectly with question 6.8 in the interview instrument. Benefit B5
(see Sect. 5.4.2) indicates that GuideGen is easy to use. The results
show that most participants in our study perceived GuideGen as useful
or extremely useful. However, some participants were less positive
when they evaluated the usefulness of GuideGen for their own current
work. This is, for instance, due to non-frequent requirements updates
in their companies, as well as their reluctance to migrate all their data
into a new tool or to learn yet another tool.
The usefulness of GuideGen could be improved by implementing
GuideGen as a plug-in for currently used tools in companies or by
implementing missing features. With regard to the usefulness of the
notification system, the e-mail generation mechanism in GuideGen
should be adapted in order to avoid spamming.
6The degree to which a person believes that using a particular system would enhance
his/her performance.
7The degree to which a person believes that using a particular system would be free
of effort.
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5.6 Related Work
Challenges in requirements and testing alignment are investigated
by many researchers. For instance, our previous work [HBCG16] as-
sesses challenges with writing and updating requirements and ac-
ceptance tests. Bjarnason et al. [BRB+14] identified the challenges
in maintaining the alignment of requirements and verification and
validation activities when requirements change. Their results are con-
firmed by Larsson and Borg [LB14]. The results from the exploratory
part of this study confirm that the challenges identified in [HBCG16]
and [BRB+14] are still present. In this study we, not only identify the
current challenges with requirements and test alignment, but also
investigate which of them GuideGen can mitigate.
In order to facilitate the requirements change management process
and to establish automated traceability for change impact analysis,
researchers propose information retrieval (IR) [LMOP12], [MMS05],
[ESSD13] and natural language processing (NLP) [ASG+15a], [CCTF17]
methods. However, all these methods investigate how changes in
requirements impact code or other requirements; they do not con-
sider acceptance tests. Moreover, they only identify which docu-
ments are affected, but not how they should be changed, despite
the recognized need for suggestions about how to handle require-
ments changes [NdlVS13]. GuideGen provides concrete suggestions
on how to adapt acceptance tests based on the analyzed changes in
requirements.
Many researchers (e.g. [BUEB15], [RTCT07], [MM08], [HS12]) studied
the usage of acceptance tests for specifying requirements. This is
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particularly applied in agile projects, in which acceptance criteria
are used for specifying details of requirements. However, replacing
requirements by acceptance criteria is not widely accepted in practice.
This study also confirms that in many companies today, requirements
documents are written, either as user stories or in traditional textual
form.
In order to align requirements engineering and testing activities, re-
searchers focused on defining formal models from informal require-
ments and automatically generating tests from these formal mod-
els [BEF11], [EGM+11], [PSM+09], [GR06]. For instance, Escalona et al.
[EGM+11] provide an overview of the research with regard to generat-
ing tests from functional requirements. They concluded that in order
to have a successful test generation, requirements would need to be
specified in a much more formal way than they usually are in practice.
Similarly, Post et al. [PSM+09] define a method for linking functional
requirements to tests by creating a formal specification of require-
ments. Since practitioners are not keen in writing “code-like” or fully
structured requirements, GuideGen aims at providing an approach
that does not require practitioners to adapt the level of formalism in
their requirements.
5.7 Conclusion
In this paper, we report on a qualitative assessment of the usefulness
and practical applicability of GuideGen, a method and tool for keeping
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requirements and acceptance test documents aligned via automat-
ically generated guidance. The study is based on the data obtained
from thirteen interviews in ten companies with twenty-three industrial
practitioners. Based on the practitioners’ opinions, we assessed how
useful GuideGen is for meeting challenges with evolving requirements
and how applicable it is for the current setup in the companies.
The results show that GuideGen is useful for improving (1) communi-
cation in cross-functional and distributed teams, and (2) the process
of updating acceptance tests when requirements change. Having sug-
gestions on how to adapt the acceptance tests based on the changes
in requirements is evaluated as superior to only being informed about
the changes in a requirement. Communicating changes via automati-
cally generated e-mails and warnings is seen as a positive aspect of the
approach, although some practitioners expressed concerns about a
potential flood of notifications when changes occur frequently. In ad-
dition, some practitioners prefer verbal communication, but they see
these features as a good reminder to adapt the affected tests.
In summary, our study confirms that the core ideas of GuideGen are
useful in industrial practice. Concerning the current state of the Guide-
Gen tool, the study shows that the tool is applicable for smaller projects
as it is. For bigger projects, however, GuideGen would either have to
be incorporated as a plug-in into existing document and project man-
agement tools, such as Jira or TFS, or it would have to be extended
with numerous features in order to make it a useful and practical
stand-alone tool.
In our future work, we plan to investigate how GuideGen can be im-
plemented as a plug-in for some of the tools currently used in practice.
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Further, we plan to address the limitation that GuideGen only allows
one acceptance test per requirement. Supporting one-to-many re-
lationships between requirements and acceptance tests introduces
a new challenge: we will have to develop a method for identifying
which acceptance tests are impacted by a change in the related re-
quirement.
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Chapter 6
GuideGen Overview and a Step
Towards an Automated Change
Impact Analysis
Original publication:
GuideGen: An Approach for Keeping Requirements and Acceptance Tests Aligned via
Automatically Generated Guidance
S. Hotomski and M. Glinz
Information and Software Technology (IST) 110:17-38, 2019 ([HG19])
Abstract
Context: When software-based systems evolve, their requirements change.
The changes in requirements affect the associated acceptance tests,
which should be adapted accordingly. In practice, however, require-
ments and their acceptance tests are not always kept up-to-date nor
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aligned. Such inconsistencies may introduce software quality problems,
unintended costs and project delays.
Objective: In order to keep evolving requirements and their accep-
tance tests aligned, we are developing an approach called GuideGen.
GuideGen automatically generates guidance in natural language about
how to adapt the impacted acceptance tests when their requirements
change.
Method: We have implemented GuideGen as a prototype tool and eval-
uated it in two studies: first, by assessing the correctness, completeness,
understandability and relevance of the generated guidance using three
data sets from industry and second, by assessing the applicability and
usefulness of the approach and the tool with 23 practitioners from ten
companies.
When a requirement having more than one associated acceptance test
is changed, GuideGen currently generates guidance for all of them to-
gether. As a first step towards overcoming this limitation, we assessed
how well existing methods for change impact analysis can identify the
tests actually impacted by the changes in a requirement.
Results: In the first study, we found that GuideGen produced correct
guidance in about 67 to 89 percent of all changes. Our approach per-
formed better for agile requirements than for traditional ones. The
results of the second study show that GuideGen is perceived to be useful,
but that the practitioners would prefer a GuideGen plug-in for commer-
cial tools instead of a standalone tool. Further, in our experiment we
could correctly identify the affected acceptance tests for 63% to 91% of
the changes in the requirements.
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Conclusion: Our approach facilitates the alignment of acceptance tests
with the actual requirements and can improve the communication
between requirements engineers and testers.
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6.1 Introduction
Keeping requirements and their acceptance tests aligned and up-
to-date is a challenging task due to the additional effort required
and insufficient communication of requirement changes [BRB+14],
[HBCG16]. Mismatches between requirements and acceptance tests
eventually lead to mismatches between stakeholders’ expectations
and the actual software behavior. In many projects this is discovered
only late and companies are faced with unintended costs, delivery
delays and unsatisfied customers.
In order to have consistent and up-to-date documents, many re-
searchers try to automatically identify which documents are related
to each other and which of them are impacted by a change [BGW13],
[LMOP12]. However, there is little research about how to actually up-
date impacted documents, although it would be beneficial to have
guidance about what actions to perform [NdlVS13].
To close this gap in the state of the art, we are developing GuideGen,
an approach for keeping acceptance tests aligned with evolving re-
quirements. GuideGen analyzes changes in textual requirements and
automatically generates guidance on how to modify affected accep-
tance tests. Our approach aims at both reducing the effort for aligning
acceptance tests with the actual requirements and improving the com-
munication between requirements engineers and developers/testers.
We have demonstrated the feasibility of our approach by implement-
ing a prototype tool for GuideGen.
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By analyzing changed sentences and words in a requirement, we de-
rive guidance in form of a set of concrete suggestions about what
should be changed in the acceptance test(s) associated with a changed
requirement. Note that GuideGen assumes that traceability links be-
tween requirements and acceptance tests exist. The GuideGen tool
also provides an easy way for communicating changes and the gener-
ated guidance to all interested parties. The changes are communicated
via automatically generated e-mails and warnings shown directly in
the application.
We evaluated GuideGen with two studies. In the first study, we gener-
ated suggestions for 262 changes of real-world requirements in three
companies. The suggestions were then evaluated in terms of correct-
ness, completeness, understandability and relevance. In the second
study, we performed a qualitative evaluation of the usefulness and
applicability of GuideGen with twenty-three practitioners from ten
companies.
The results from our qualitative evaluation showed that one of the ma-
jor shortcomings of GuideGen is the limitation to only one acceptance
test per requirement. Therefore, we improved GuideGen to support
multiple tests per requirement. This introduced a new challenge of
identifying which of the related tests is affected by a change in the
related requirement. As a first step towards solving this challenge,
we performed an experiment to assess whether existing approaches
for change impact analysis between textual artifacts can be used for
identifying the affected acceptance tests.
The paper is organized as follows. In the next section we summarize
the main contributions of this paper. We then present our approach
170 | GuideGen Overview and a Step Towards an Automated Change
Impact Analysis
in Section 6.3 and describe our tool in Section 6.4. In Sections 6.5 and
6.6, we present a quantitative and a qualitative evaluation of Guide-
Gen. In Section 6.7 we describe an assessment of the existing meth-
ods for change impact analysis and their applicability to GuideGen.
The results of the evaluations and assessment are discussed in Sec-
tion 6.8. Related work is presented in Section 6.9 and Section 6.10
concludes.
6.2 Main contributions of the paper
This article is an extension of our REFSQ 2018 conference paper [HBCG18].
It provides a comprehensive description of GuideGen: the approach,
the tool and two evaluations. To achieve this, we also include some ma-
terial from three other publications about GuideGen [HG18a], [HG18b],
[HBCG17].
The main contributions of this paper over our previous work are as
follows:
First we present the improvements of GuideGen that we made based
on the feedback received from the two evaluations described in [HBCG18]
and [HG18b] (see Chapters 3 and 4, respectively):
(1) Better recall by also considering changes of numerical values. Al-
though there were not many numerical values in our data sets, we
learned that their changes affect the associated acceptance tests and
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should be processed accordingly. By taking changes of numerical val-
ues into consideration when generating guidance, we reduce the risk
of missing suggestions that are relevant to test engineers.
(2) Extended notification system. GuideGen now notifies subscribed
users not only about modifications in requirements, but also about
additions of new requirements and adaptations applied to acceptance
tests.
(3) More features. By providing more features, we aim at extending the
applicability of GuideGen to larger and more complex projects that, for
instance, involve one-to-many relationships between requirements
and acceptance tests documents, contain more complex document
organization or different roles involved in the project.
In Section 6.4.5 we provide a summary of the extensions and differ-
ences between GuideGen versions.
Second, we assessed how well existing methods for change impact
analysis between textual artifacts perform when applied between re-
quirements and acceptance tests. In an experiment, we applied NAR-
CIA [ASG+15a] and ImpRec [BWRR17] on a small data set from in-
dustry. We found that, when the correct input is given, NARCIA can
correctly identify affected acceptance tests in more than 90% and Im-
pRec in around 63% of the cases. The experiment is described in detail
in Section 6.7.
Finally, we provide more details about the GuideGen approach and the
GuideGen tool, for example, about the rules for generating guidance,
the architecture of the tool, and its user interface.
Combining the previous and the new contributions we provide a com-
prehensive overview of the GuideGen approach and tool.
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6.3 The GuideGen Approach
In this section, we first provide an overview of the GuideGen approach.
Then we discuss the relevant implementation details.
6.3.1 Approach overview
1.
2.
3.
Figure 6.1: Overview of the GuideGen approach [HBCG18]
Figure 6.1 presents an overview of the GuideGen approach. As soon as
a requirements engineer applies changes to a requirement and saves
them, GuideGen performs the following three steps:
1. Identification of relevant change patterns: By comparing the old
and the new version of the changed requirement, GuideGen identifies
the elements that have been changed and their change types;
2. Generating guidance: In this step, GuideGen formulates sugges-
tions in natural language on how to manage the changes;
3. Notification of subscribed parties: Finally, the changes can be com-
municated to the interested parties via e-mails and warnings.
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We explain these three steps in the subsequent sub-sections, using the
following example:
A doctor can add new doctors to the group. The addition of
a new doctor must be first approved by the admin. The ad-
min and the doctor can modify personal data and the status of
that a doctor. Only doctors can modify their status. The admin
must be logged-in in order to modify personal data of a doctor.
Added words are green and underlined, removed words are red and
struck through and black words are unchanged. The suggestions gen-
erated for these changes are presented in Table 6.1.
Table 6.1: The identified relevant change patterns with the corre-
sponding guidance.
Relevant change patterns Generated guidance
Deletion of the sentence “The
addition of a new doctor must be
first approved by the admin”
Delete steps or their parts which verify
that the addition of a new doctor must be
first approved by the admin.
Addition of the subject “doctor”
Make sure that now the doctor can modify
personal data of that doctor. Add the steps
which verify this activity.
Deletion of the object “status”
Delete steps or their parts which verify
that the admin can modify the status of a
doctor.
Addition of the sentence “Only
doctors can modify their status”.
Add new steps or modify existing steps to
verify that only doctors can modify their
status.
Addition of the sentence “The
admin must be logged-in in
order to modify personal data of
a doctor”.
Add new steps or modify existing steps to
verify that the admin must be logged-in in
order to modify personal data of a doctor.
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Identification of Relevant Change Patterns
The first step in our approach is to identify relevant change patterns
applied to a requirement.
A change pattern is characterized by the change type (add, delete, or
modify) and the changed element (a whole sentence or a word). For
instance, when the changed element is a whole sentence, the change
pattern is “A sentence is added” or “A sentence is deleted”. If the
changed element is a word, an example of a change pattern is “A verb
is deleted” or “ A verb is modified”.
Relevant change patterns are the ones whose changes require the ac-
ceptance tests to be adapted. In particular, relevant change patterns in
our approach are the ones that directly or indirectly cause the change
of some action, since acceptance tests contain a list of actions to be
performed.
To identify the relevant change patterns, we first analyze whether a
sentence is added, deleted or modified. Then we proceed by ana-
lyzing the relevant word classes (e.g. verbs, nouns, etc.) that have
been changed in a modified sentence. Finally we classify each of the
detected changes as relevant or irrelevant.
Identify added, deleted and modified sentences. The goal of this step is
to identify whether a whole sentence has been added, deleted or its
parts have been modified.
In order to do this, we first split the old and the new version of the up-
dated requirement into sentences (oldReq and newReq in further text).
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We then compare all the sentences from oldReq with the sentences
from newReq by calculating the similarity between them. Based on the
similarity, we determine whether the sentence is unchanged, added,
deleted or modified.
Identify relevant word classes. After identifying sentences that have
been added, deleted and modified, we proceed to analyze what changes
were applied to the modified sentences. We identify word classes (e.g.,
noun, verb) in the sentence and then, for each of these classes, we
determine its change type (add/delete/modify).
Identify change types. In this step we perform classifying identified
changes into relevant and irrelevant. We consider a change to be rel-
evant if it is likely to impact acceptance tests. Since acceptance tests
contain a list of actions to be performed and as actions are generally
expressed using verbs in English sentences, we consider verbs as the
principal element of analysis in GuideGen. More concretely, we con-
sider a change in a requirement to be relevant if it involves an addition,
deletion or modification of a verb or of another relevant word class
that relates to a verb.
Relevant word classes, besides verbs, are nouns, adjectives and numer-
ical values. Changes of determiners, adverbs and prepositions are not
taken into consideration, since we assume that they do not influence
any actions and, therefore, do not have an impact on acceptance tests.
If a whole sentence has been added, it is considered to be relevant
only if it contains at least one verb.
Suggestions are generated only for the relevant change patterns, while
other changes are considered to be irrelevant and are, therefore, not
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further processed. As presented in Table 6.1, in our example, the
following change patterns are considered to be relevant: (1) a deletion
of the sentence “The addition of a new doctor must be first approved
by the admin”, (2) an addition of the noun “doctor”, (3) a deletion of
the noun “status”, (4) an addition of the sentence “Only doctors can
modify their status” and (5) an addition of the sentence “The admin
must be logged-in in order to modify personal data of a doctor”. Other
change patterns, such as deleting the determiner “the” or conjunction
“and” are irrelevant and not further processed.
In the following text we describe how we generate suggestions for the
relevant change patterns.
Generating Guidance
The goal of this step is to generate suggestions about how to modify the
affected acceptance tests so that they stay aligned with the changed
requirements. An example of a suggestion is Add new steps or modify
existing steps to verify that only user can modify its status.
In order to generate a suggestion we define its static and dynamic
parts, based on the rules we formulated. All the rules for defining
static and dynamic parts according to the change type are presented
in Table 6.2.
The details about how we formulate the static and the dynamic parts
of a suggestion are presented in Subsection 6.3.2.
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Table 6.2: The rules for formulating suggestions. Static parts are in
boldface, while dynamic parts are italicized.
Change patterns: The structure of suggestions:
An addition/a deletion of a whole sentence
Add/Delete steps or their parts which verify that + the whole sentence
that has been added or deleted.
An addition/a deletion of a non-auxiliary verb
that is not in “ing” form and has at least one
related subject
Add/Delete steps or their parts which verify that + subjects with their
determiners and adjectives + auxiliary verbs + adverbs + changed verb +
prepositions + objects with their determiners and adjectives (sorted by
word ID).
An addition/a deletion of a non-auxiliary verb
that is not in “ing” form and has no related
subjects
Add new/Delete steps or modify existing steps to verify that someone
should + auxiliary verbs + adverbs + changed verb + prepositions + objects
with their determiners and adjectives (sorted by word ID).
An addition/a deletion of a non-auxiliary verb
in “ing” form
Add new/Delete steps or modify existing steps to verify that + adverbs +
changed verb + words after the added verb.
An addition/a deletion of a non-auxiliary verb
in “ing” form
Add new/Delete steps or modify existing steps to verify that + adverbs +
changed verb + words after the added verb.
Changing verb from positive to negative (e.g.
does-> doesn’t) or from negative to positive
Make sure that now + subjects + changed verb + verbs related +
prepositions + objects with their determiners and adjectives (sorted by
word ID).
A modification of a verb that has at least one
related subject
Modify steps which verify that + subject(s) + auxiliary verb + the old verb
+ prepositions + objects with their determiners and adjectives (sorted by
word ID). Replace + the old verb + with + the new verb + in order to test
that + subject(s) + auxiliary verbs + the new verb + prepositions + objects
with their determiners and adjectives (sorted by word ID).
A modification of a verb with no subjects
related
Modify steps which verify how to the old verb + prepositions + objects
with their determiners and adjectives (sorted by word ID). Replace + the
old verb + with + the new verb + in order to test that someone should +
the new verb + prepositions + objects with their determiners and adjectives
(sorted by word ID).
An addition of a subject
Make sure that now the added subject + the remaining words in the
sentence excluding other subjects. Add the steps which verify this activity.
A deletion of a subject
Delete steps which verify that the deleted subject + the remaining words
in the sentence excluding other subjects.
A modification of a subject
Modify steps which verify that the old subject + the remaining words in
the old sentence excluding other subjects. Replace + the old subject + with
+ the new subject + in order to test that + the new subject + the remaining
words in the new sentence until another non-related subject.
An addition/a deletion of an object that has at
least one related subject
Add new/delete steps which verify that subject(s) with their determiners
and adjectives + verb(s) + prepositions + added object with their
determiners, adjectives and numerical values.
An addition/a deletion of an object with no
subjects related
Add new/delete steps which verify that someone should verb(s) +
prepositions + added object with their determiners, adjectives and
numerical values.
A modification of an object that has at least
one related subject
Modify steps which verify that +subject(s) with their determiners and
adjectives + verb(s) + prepositions + the old object with its determiners and
adjectives. Replace + the old object + the new object + in order to test that
+ subject(s) with its determiners and adjectives + verb(s) + prepositions +
the new object with its determiners, adjectives and numerical values.
A modification of an object with no subjects
related
Modify steps which verify that someone should + verb(s) + prepositions +
the old object with its determiners and adjectives. Replace + the old object
+ the new object + in order to test that someone should + verb(s) +
prepositions + the new object with its determiners, adjectives and
numerical values.
A modification of a noun: singular to plural Make sure that now there are more than one + the modified noun.
A modification of a noun: plural to singular Make sure that now there is only one + the modified noun.
An addition of an adjective
Make sure that now + the related noun + should be + the added adjective +
the noun. Modify the steps in the acceptance test by adding the
adjective + the added adjective + in front of the noun + the noun.
A deletion of an adjective
Make sure that now + noun + is not + the deleted adjective + noun + any
more. Modify the steps in the acceptance test by deleting the adjective +
the deleted adjective.
A modification of an adjective
Replace + the old adjective + noun + with + the new adjective + noun in
the acceptance test.
An addition of a numerical value with no other
numerical value related, is greater that 1 and
the change is not from singular to plural
Make sure that now there are exactly + numerical value + the related
noun.
A deletion of a numerical value with no other
numerical value related, is greater that 1 and
the change is not from singular to plural
Make sure that now it does not have to be exactly + the numerical value +
the related noun.
A modification of a numerical value with no
other numerical value related, is greater that 1
and the change is not from singular to plural
Make sure that now there are + the new numerical value + the related
noun + instead of + the old numerical value + the related noun.
An addition of a numerical value with other
numerical value related
Make sure that now there can be also + the numerical value + the related
noun.
A deletion of a numerical value with other
numerical value related
Make sure that now there cannot be + the numerical value + the related
noun + any more.
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Notification of Subscribed Parties
Our notification system allows requirements engineers to send an
automatically generated e-mail to subscribed parties (in particular,
testers) when a requirement has been changed. The message con-
tains the previous and the updated version of the requirement, the
generated guidance and the summarized changes.
Further, the notification system sends an automatically generated
e-mail to requirements engineers as soon as test engineers apply
changes to an affected acceptance test.
When a new requirement is added GuideGen also generates an-email
that is sent to testers and other subscribers. The e-mail contains the
ID, title and text of the newly added requirement and a note that a new
acceptance test should be added accordingly.
Finally, users are notified about changes and mismatches between
documents via warnings that are shown in the application whenever
acceptance tests are not aligned to their requirements or when a new
requirement is added.
The examples of e-mails and warnings are shown in the next sec-
tion.
6.3.2 Implementation details
In this subsection we describe implementation details of the previ-
ously described steps.
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Identifying added, deleted and modified sentences
For splitting a requirement into sentences we use an implementation
of the Stanford sentence splitting algorithm [MSB+14]. The similarity
between two sentences is calculated using an existing semantic simi-
larity toolkit [RLB+13], called SEMILAR. In particular, we use greedy
matching for word to word similarity that is based on WordNet. The
reason for choosing this algorithm is that other algorithms, provided
in SEMILAR, are too slow due to usage of LSA and LDA corpora.
Sentences are unchanged when the similarity between them is equal
to one. If they are changed and a sentence in the oldReq does not
have a corresponding one in the newReq so that the similarity score
between them is greater than a given modification threshold, then this
sentence is considered as deleted. When the similarity score between
two sentences is above the modification threshold, these sentences are
candidates for modified sentences. We choose the best match – a pair
of sentences whose similarity score is the highest among other pair
candidates. When we remove best matches, unchanged sentences
and already identified deleted sentences from the oldReq and the
newReq, there might be leftovers. The leftovers in the newReq are
added sentences and the leftovers in the oldReq are deleted sentences.
A flow diagram and a pseudo code of the algorithm are shown in Figure
6.2.
Figure 6.3 shows the calculated similarities between the old and the
new version of the changed requirement.
The first sentence is eliminated from the further analysis because the
similarity score is S(1,1) = 1. Since all scores calculated for the second
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Figure 6.2: The algorithm for identifying added, deleted and modified
sentences [HBCG18]
sentence, S(2,2) = 0.36, S(2,3) = 0.11 and S(2,4) = 0.5, are below the mod-
ification threshold (0.6), the second sentence in the oldReq is found
to be deleted. The third sentence in the oldReq has two matching
sentences in the newReq for which the similarity is above the modifi-
cation threshold: S(3,2) = 0.86 and S(3,4) = 0.62. We choose the best
match, in this case S(3,2). Therefore, the third sentence in the oldReq
is modified to the second sentence in the newReq. The third and the
fourth sentence in the newReq become leftovers. Since they are both
in the newReq, we find these two sentences to be added.
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	1.	A	user	can	add	new	users		to	the	group.	
1.	A	user	can	add	new	users	
to	the	group.	
The	sentences	in	oldReq:	 The	sentences	in	newReq:	Similarity	Score	(S):	
2.	The	addi6on	of	a	new	
	user	must	be	ﬁrst	
approved	by	the	admin.	
3.	The	admin	can	modify		
personal	data	and	the	
status	of	a	user.	
2.	The	admin	and	the	user	
can	modify	personal	data	of	
that	user.	
3.	Only	user	can	modify	
	its	status.	
S	=	1	
S	=	0.36	
S	=	0.11	
S	=	0.47	
S	=	0.8
6	
Eliminated	unchanged	sentences	
4.	The	admin	must	be	
logged-in	in	order	to	modify	
personal	data	of	a	user.	
S	=	0.62	
Figure 6.3: Calculated similarity scores for the sentences in the ex-
ample [HBCG18]
Determining the modification threshold. We use a value of 0.6 for the
modification threshold. We determined this value by experimentation:
we took ten sentences from a requirements document and applied
twenty change patterns to each of them; resulting in 200 comparisons.
The value of 0.6 yielded the best results for identifying added, deleted
and modified sentences in this sample. The evaluation of GuideGen
confirmed that 0.6 is a good value for the modification threshold (see
Sect. 6.5.2). Note that the data set used for determining the modifica-
tion threshold was not used in the evaluation of GuideGen.
Managing enumerated sentences We treat enumerated sentences (i.e.,
sentences containing bullet points) by transforming them into plain
sentences. For example, the tool transforms the sentence
“A user can insert: - name,
- surname”.
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into: “A user can insert name” and “A user can insert surname”. If a
bullet point is added or deleted, the change is treated as an addition
or a deletion of a plain sentence. For instance, if we add “- e-mail”,
this change is treated as the addition of the sentence “A user can insert
e-mail”. Otherwise, the addition of a noun that has no related verbs
would be classified as an irrelevant change pattern and the addition of
the noun “email” would not be further processed.
Identifying relevant word classes
For identifying word classes we use Google’s implementation of a
globally normalized transition-based neural network model, called
SyntaxNet [AAW+16]. Besides the word class, SyntaxNet determines
the grammatical function (e.g., subject, object) for each word in a
sentence, as well as dependencies between words which are repre-
sented as dependency numbers. We use these when defining static
and dynamic parts of a suggestion, as it will be described in further
text. Figure 6.4 shows an example of the output of SyntaxNet.
In order to identify whether words have been added, deleted or modi-
fied, we adapted the algorithm implemented in a text-based diff en-
gine, called Text_Diff [CH]. Text_Diff detects changes at a phrase level.
We process the output from Text_Diff so that we get the changes on a
word level. We show this using the following modified sentence from
our example:
“The admin and the doctor can modify personal data and the status of
that a doctor”.
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1 	 		The	 	 	 	DET	 	 	 		 	2	 	 														det		
2	 	 	admin 	 		 	NOUN		 	 			 	4	 	 	 	 	nsubj	
3	 	 	can	 	 	 	VERB	 	 	 		 	4	 	 	 	 	aux	
4	 	 	modify								 	VERB	 	 	 		 	0	 	 	 	 	ROOT	
5	 	 	personal	 	 	ADJ	 	 	 	 	6	 	 	 	 	amod	
6	 	 	data	 	 							NOUN	 	 	 	 	4	 	 	 	 	dobj	
7										and	 	 	 	CONJ	 	 	 	 	6									 	 								cc	
8										the		 	 	 	DET 	 	 		 	9	 	 	 	 	det	
9	 	 	status	 	 	 	NOUN		 	 		 	6	 	 	 	 	conj	
10		 	of	 	 	 	 	ADP	 	 	 	 	9 	 	 	 	prep	
11		 	a	 	 	 	 	DET 	 	 	 	12		 	 	 	det	
12		 	user 	 	 	NOUN		 	 	 	10		 	 	 	pobj	
13		 	.	 	 	 	 	PUNCT	 	 	 	0	 	 	 	 	punct	
			ID											TEXT 								WORD	CLASS 						DEPENDENCY					GRAMMATICAL		
	 	 	 	 	 	 	 																							NUMBER												FUNCTION	
Figure 6.4: An example of the output of SyntaxNet [HBCG18]
When processing this sentence, the original Text_Diff algorithm de-
tects the addition of the phrases “and the doctor” and “that” and the
deletion of the phrases “and the status” and “a”, as follows:
The admin <add> and the doctor </add>
can modify personal data <del> and the
status </del> of <add> that </add> <del> a
</del> doctor.
We adapted the algorithm so that it detects additions and deletions of
each word in these phrases:
The admin <add> and </add> <add> the
</add> <add >doctor </add> can modify
personal data <del> and </del> <del> the
</del> status </del> of <add> that </add>
<del> a </del> doctor.
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Generating Guidance
Deriving the rules for generating change suggestions We formulated
the rules with informal experimentation and by considering typical
sentence structures in requirements documents. We analyzed sen-
tences from a requirements document written as free text and by
analyzing publicly available user stories,(e.g. on Trello1).
In the free-text document we found and analyzed twenty requirements
that have related acceptance tests. Since publicly available user stories
often do not have acceptance tests related, we additionally used exam-
ples of user stories with acceptance criteria from the websites2 that
explain the best practices and are not necessarily focused on data only.
None of these sentences nor documents are used when evaluating the
approach.
Defining the static parts of a suggestion The static parts of a sugges-
tion differ according to the previously identified change patterns. For
instance, if a whole sentence has been added to a requirement, the
static part of the suggestion is “Add steps or their parts which verify
that”, as presented in Table 6.2. Accordingly, if a whole sentence has
been deleted, the static part of the suggestion is “Delete steps or their
parts which verify that”.
If a sentence has been modified, the static parts are formulated accord-
ing to the modification type: whether a verb, subject, object, adjective
1https://trello.com/b/MGC4RpTZ/frictionless-data-user-stories
2e.g. https://medium.com/existek/acceptance-criteria-explanation-examples-
and-template-82bdcde1d3c0
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or a numerical value is added/deleted/modified or a noun is changed
from singular to plural, etc. For instance, if a subject is added, the
static parts of the suggestion are “Make sure that now +{dynamic part}”
and “Add the steps which verify this activity”.
Defining the dynamic parts of a suggestion The dynamic parts fill
the gaps between the static parts. They differ according to the type of
the changed element, as shown in Table 6.3.
Table 6.3: Words included in the dynamic part of a suggestion ac-
cording to the changed element.
Changed element Words included in the dynamic part
Sentence
changed element (all words in that
sentence)
Noun
subject/ conjunction
changed element and all words that
appear after that element, excluding
other subjects in the sentence
object/ conjunction
changed element, subjects with
determiners and adjectives, verbs,
prepositions with their objects
Verb
changed element, auxiliary verbs,
subjects and objects with determiners
and adjectives, prepositions with objects,
adverbs
Adjective changed element, related nouns
Numerical value changed element, related nouns
Adding/Deleting the whole sentence: If a whole sentence has been
added or deleted, the dynamic part contains all words in that sentence,
as presented in Table 6.2. For instance, in our example, for the deleted
sentence “The addition of a new doctor must be first approved by the
admin”, the dynamic part contains all words from that sentence, as
presented in Table 6.1 in italic.
Adding/Deleting/Modifying a subject: When the changed element is a
subject, the dynamic part contains that subject with its determiners
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and adjectives, followed by the words that appear after the changed
subject, as presented in Table 6.2. In our example, for the addition of
the subject “doctor” the following words are taken for formulating the
dynamic part: the determiner “the”, which is directly related to the
added noun “doctor”, and the words that appear after the added noun
in the new version of the changed requirement: “can modify personal
data of that doctor”. When sorted by word index, we formulate the
dynamic part: “the doctor can modify personal data of that doctor”, as
presented in Table 6.1.
If the modified sentence contains other subjects, besides the changed
one, those are not included in the dynamic parts nor their related
words. To identify the position of the words we use the word index (ID
in Figure 6.4), which is provided by SyntaxNet.
Adding/Deleting/Modifying an object, a verb, an adjective or a numeri-
cal value: When the changed element is an object, a verb, an adjective
or a numerical value, the dynamic part contains that element plus its
related words. We identify the related words by analyzing word classes,
grammatical functions and dependency IDs of words in the modified
sentence, provided by SyntaxNet.
Related words for objects are:
• a verb whose index corresponds to the dependency ID of the
object,
• a subject whose dependency ID refers to the index of the identi-
fied related verb,
• prepositions whose dependency IDs refer to the changed object
and
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• directly related numerical values.
We recursively include their related words in the dynamic part. If an
object is related to another, main object by a conjunction, we identify
the words that are related to the main object.
Related words for verbs are:
• directly related subjects,
• objects,
• prepositions and
• adverbs with their related words and corresponding indexes and
dependency IDs.
Related words for numerical values and adjectives are the nouns that
they directly relate to.
In our example, the deleted object “status” has a conjunction to the
main object “data”, as shown in Figure 6.4. As previously explained, in
this case we consider related words of the main object to be related
words of the conjunction object. As the main object “data” has a related
subject, we, therefore, apply the rule from Table 6.2 that refers to a
deletion of an object that has at least one subject related. Therefore, we
identify the verb “modify” and its auxiliary verb “can” as related to the
deleted object “status”. The subject “admin” refers to the verb “modify”
and has a related determiner “the”, so they are both classified as related
words of the deleted object. The preposition “of” directly refers to
“status” and it has the related noun “doctor” with its determiner “a”.
The determiner “the” is directly related to “status”. The words are
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ordered by the word index and the dynamic part is formulated as
“the admin can modify the status of a doctor”, as presented in Table
6.1.
Managing several changes applied to a sentence When several rele-
vant changes are applied to a sentence, we analyze which of the words
are already processed and omit them from the further analysis. In
such a way we avoid duplicated suggestions. For instance, when a verb
and a noun are related and added to a sentence at once, we generate
only one suggestion for the added verb and we omit the suggestion
for the added noun, as the noun is already included in the first sugges-
tion.
6.4 Tool Support
We have implemented our approach in a prototype tool. GuideGen
is a web application written in Java and deployed on Apache Tom-
cat [WGC+04]. In this section, we first characterize the users for whom
the GuideGen tool provides support. We then describe the typical
actions that users perform when working with GuideGen. Next, we
explain the architecture of the tool and its availability. Finally, we
provide a summary of different versions of GuideGen.
6.4.1 GuideGen Users
On the one hand, GuideGen supports requirements engineers in
maintaining the requirements of a system and in communicating
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all changes of requirements to testers, developers and other inter-
ested parties on-time and with almost no effort. On the other hand,
GuideGen supports testers, who maintain acceptance test documents,
by providing them with guidance on how to modify impacted tests,
so that they stay aligned and consistent with the modified require-
ments. In addition, by flagging all non-aligned acceptance tests, any
stakeholder can easily see which acceptance tests are currently mis-
aligned with their corresponding requirements—be it that tests do
not exist yet or that they have not been updated after changes in the
requirements.
6.4.2 Using GuideGen
Upon starting GuideGen, a user can log-in or sign up, depending on
whether the user is already registered in the system or not. In the
remainder of this sub-section, we describe twelve typical actions that
requirements engineers, test engineers and other users may perform
when working with the GuideGen tool.
Action 1. Logging to the system. Upon starting the application, the
system show the index page with the log-in form and the link for
signing up, as shown in Figure 6.5.
In case that a user is already registered in the system, she inserts cre-
dentials into the log-in form. If the inserted data are correct, the user
is transferred to the next page. The content of the next page depends
on the role of the user. We defined the following roles: Requirements
Engineer, Test Engineer and Other. Based on the role of the user, the
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Figure 6.5: Index page: Log-in or Sign Up.
Table 6.4: The role-based privileges granted to a user.
The role of a user Granted privileges
Requirements Engineer
can_edit_requirement_data, add_new_requirement,
upload_list_of_requirements_and_tests
Test Engineer
can_edit_acceptance_test_data,
add_new_acceptance_test,
upload_list_of_requirements_and_tests
All (Requirements Engineer,
Test Engineer, Other3)
sign_Up, log-in, view_requirement_data,
view_acceptance_test_data,
filter_non_aligned_documents,
choose_type_of_documents_to_list
system grants certain privileges for performing actions. The roles and
privileges are shown in Table 6.4.
The table shows that only requirements engineers can edit or add new
requirements and upload external, already defined requirements and
tests. Further, only test engineers can edit or add new acceptance tests
3Other refers to developers, managers, architects and other stakeholders interested
in the requirements and acceptance tests of a system.
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and upload existing requirements and tests. The users with the role
“Other” can only read the currently existing requirements and accep-
tance tests and their data though the system, without a possibility to
edit or add data.
Figure 6.6 shows the content of the page to which requirements en-
gineers are transferred after logging to the system, while Figure 6.7
shows the content for test engineers.
Figure 6.6: The form shown to requirements engineers after logging.
In Figure 6.7 is shown that test engineers cannot add a test case with-
out any related requirement, as there is no button for adding an ac-
ceptance test. The usual practice is that new acceptance tests are
added only after the requirements are added [HG18b], [HBCG16] and,
therefore, we followed this concept in GuideGen.
Action 2. Signing up to the system. By clicking on the link “Sign up”
(see Figure 6.5), a user is transferred to the page with the Sign up form,
as shown in Figure 6.8.
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Figure 6.7: The form shown to test engineers after logging.
Figure 6.8: The Sign up form.
The user inserts her personal data and chooses one of the three, previ-
ously explained, roles.
Action 3. Uploading a new collection of requirements and their tests.
When a user chooses to upload a new collection of requirements, she
clicks on the button “Choose a file” (see Figure 6.6 and Figure 6.7).
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In the current implementation of GuideGen, the user chooses an Ex-
cel file stored in the file system, from which the collection is loaded.
This can be easily customized, so that GuideGen supports other file
formats, besides Excel.
After uploading the requirements and their tests, the user can choose
to view the content of one of the following folders: Technical, Business
or All, as shown in Figure 6.9.
Figure 6.9: Folders with different types of documents.
Low-level requirements and acceptance tests are stored in the folder
Technical, high-level requirements and tests are kept in the folder
Business, while the folder All contains all requirements and tests that
are currently present in the system.
Figure 6.10 shows all the requirements and their tests that are cur-
rently present in the system, while business and technical require-
ments and their tests are presented respectively in Figure 6.11 and
Figure 6.12.
Action 4. Adding a single requirement through the GuideGen form.
In case that a new requirement is added by using the application,
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Figure 6.10: All documents present in the system.
Figure 6.11: List of high-level (business) documents.
GuideGen provides a user with a form that shows editable details
about the new requirement that is being inserted. The option for
adding a new requirement is shown to the requirements engineers
only.
The form for adding a new requirement, is shown in Figure 6.13. In this
case a new requirement is added from the initial page for requirements
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Figure 6.12: List of low-level (technical) documents.
engineers, shown previously in Figure 6.6 and, therefore, the require-
ments engineer chooses the type of the requirement. When a new
business requirement is being added, the type "Business" will be pre-
selected in the form for adding a new requirement. Accordingly, when
a new technical requirement is being added, the type "Technical" is
pre-selected.
All fields except “External link” are mandatory. As soon as the require-
ments engineer saves a newly added requirement, the tool marks the
requirement with a warning sign, so that all stakeholders become
aware of the change, as presented in Figure 6.14. The warning suggests
that a new test should be added for the created requirement.
In addition, the tool notifies the subscribed test engineers by e-mail
when a new requirement has been added. The content of the e-mail is
shown in Figure 6.15.
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Figure 6.13: The form for adding a new requirement.
Figure 6.14: The warning after adding a new requirement.
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Figure 6.15: The e-mail generated when the requirement REQ4 is
added.
Action 5. Adding a test case. By clicking on the warning link “Add test”
(see Figure 6.14), a form for adding a test case is presented to a test
engineer. The warning is visible to everybody, but the form opens only
to test engineers. The form for adding a new test case is shown in
Figure 6.16.
Figure 6.16: The form for adding a new test case.
By default the execution status of a newly added acceptance test is
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“Not executed”. When other data are inserted and saved, the warning
about the missing test in the list of requirements and their acceptance
tests is replaced by the ID of the newly added test.
Action 6. View the details of a requirement. When a requirements
engineer clicks on the requirement ID in the list of requirements and
their tests, a form with requirements details is shown, as presented
in Figure 6.17. The form contains the information about the require-
ment document, such as ID, title, type, an external link and the text
of the requirement. Next, the form contains the following meta-data:
the creator of the requirement, the current status of the requirement
(e.g. new, assigned, in development, etc.), responsible person for im-
plementing the requirement and responsible person for testing the
requirement.
All users are able to see the details of the requirement and its history of
changes and to add subscribers, while only requirements engineers are
able to edit the details and meta-data of the requirement. Therefore,
the buttons for editing the requirement and its meta-data are shown
only to requirements engineers.
Figure 6.18 shows the form with the details of the requirement from a
perspective of a test engineer.
Action 7. Editing a requirement. Figure 6.19 shows a form for editing
the information about the requirement. All data except the ID of a
requirement can be modified.
When information other than the text of a requirement is changed,
GuideGen saves the changes without performing further analysis.
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Figure 6.17: The form with details of a requirement from the per-
spective of a requirements engineer.
When the text of a requirement is changed, as soon as the changes
are saved GuideGen performs the analysis of the changes, generates
a list of suggestions and shows the suggestions to the requirements
engineer. The list of the generated suggestions for changes applied to
REQ3.1 is shown in Figure 6.20.
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Figure 6.18: The form with details of a requirement from the per-
spective of a test engineer.
Action 8. Notifying subscribers about changes in requirements. When
the generated suggestions are listed, the requirements engineer who
made the changes to the requirement decides which of the suggestions
are relevant and should be sent to the subscribed parties and which
ones are irrelevant and should be ignored.
Each suggestion can be ignored by clicking on the check box “Ignore”
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Figure 6.19: The form for editing a requirement.
Figure 6.20: Suggestions generated for the changes in REQ3.1.
(see Figure 6.20). When the requirements engineer clicks on the button
“Email subscribers”, the relevant suggestions are sent to test engineers
and all other subscribers via e-mail.
The e-mail contains the data about the affected acceptance test, sug-
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gestions on how to adapt the test, the previous and the updated ver-
sion of the changed requirement and the summarized changes (added,
deleted and modified sentences), as presented in Figure 6.21.
Figure 6.21: The email sent to the subscribed parties.
In addition to e-mails, GuideGen generates warnings which indicate
that the related acceptance tests are no longer aligned with their re-
quirements. The warnings are shown next to the affected acceptance
tests in the list of requirements and their tests, as presented in Fig-
ure 6.22.
Not only that the warning sign is shown next to the ID of the affected
test, but the ID itself also changes the color to orange when the test is
non-aligned with its requirement. When a requirement has more than
one related acceptance test, currently the warning sign is shown next
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Figure 6.22: The warning sign for the non-aligned test TEST-3.1.
to each related acceptance test ID and they all change their color to
orange. After integrating one of the existing methods for identifying
the concrete requirement affected by the change, we will adapt this
functionality, so that the warning and the orange color are applied
only to the affected acceptance test.
The warning sign serves as a reminder for test engineers to adapt
the non-aligned tests with their changed requirements. Figure 6.22
shows the warning from the perspective of requirements engineers
and, therefore, the warning is just a text and not a link. From a per-
spective of a test engineer the warning is clickable, as explained in
further text (See Action 9. Editing the affected test case).
Further, by clicking on the button “Non-aligned”, a user can filter all
the tests that currently are not aligned with their requirements. The
resulting list shows all non-aligned requirements and acceptance tests,
including the newly added requirements for which the acceptance
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tests yet have to be added. This feature is especially helpful for large
scale systems with many requirements.
Action 9. Editing the affected test case. When a test engineer clicks
on the ID of a non-aligned acceptance test, the form for editing the
test is shown. The form shows the data related to the test case, such
as description, execution status, steps and expected results, as well
as the relevant guidance on how to adapt the test. In such a way, test
engineers can easily refer to the guidance when applying changes to
the affected acceptance test, as shown in Figure 6.23.
Figure 6.23: The form for editing the non-aligned test.
When there is more than one acceptance test related to a require-
ment, the same guidance is shown next to each of them. In our future
work we plan to generate tailored suggestions for each of the involved
tests.
Action 10. Notifying subscribers about changes in acceptance tests.
As soon as a test engineer applies the changes to the affected accep-
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tance test and saves them, a notification e-mail is sent to the require-
ments engineer who applied the changes to the requirement and to all
other subscribers who are interested in this change in the acceptance
test.
The e-mail contains the ID and the description of the test that is being
updated and a notification message which indicates that the test is
now aligned to its requirement, contained in the subject of the email.
The content of the generated e-mail is shown in Figure 6.24.
Figure 6.24: The e-mail generated when the previously non-aligned
acceptance test is updated.
Action 11. Tracking the history of changes for a requirement. By
clicking on the button “View history” in the form that shows require-
ments details (See Figure 6.17), the history of changes for that re-
quirement is shown to the user. The history is stored automatically
whenever a requirement is changed. Figure 6.25 shows the history of
changes for the requirement REQ3.1.
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Figure 6.25: The history of changes for the requirement REQ3.1
Action 12. Adding requirement subscribers. When creating a require-
ment, a user can insert e-mails of subscribers in the form (See Figure
6.13), who will be notified whenever a change is applied to the require-
ment.
A user can add additional requirement subscribers to an existing re-
quirement by clicking on the button “Add subscribers” in the form
for viewing details of a requirement, shown in Figure 6.17 and Figure
6.18. The form for adding subscribers is shown in Figure 6.26. The
user can either subscribe himself by checking the field “Subscribe me”
or subscribe other users by inserting their email addresses separated
by commas.
Action 13. View the details of an acceptance test. When a user clicks
on the ID of an acceptance test in the list of requirements and their
tests, shown for instance in figures 6.11, 6.12, 6.14 or 6.22, a page with
the details of that acceptance test is shown to the user. Figure 6.27
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Figure 6.26: The form for adding requirement subscribers from a
perspective of a test engineer.
shows the page from a perspective of requirements engineers (there
is no button which enable editing), while Figure 6.28 shows how the
page is seen by test engineers.
Regardless of the role of the logged user, the page shows the ID, de-
scription and steps and expected results of the chosen acceptance
test, as well as its meta-data, such as the creator this acceptance test,
the execution status of the test (e.g. not executed, passed, failed) and
the developer responsible for the implementation of the functionality
which is tested with this acceptance test. Moreover, all users can see
the history of changes or add subscribers who should be notified when
changes are applied to the acceptance test.
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Figure 6.27: The details of the acceptance test TEST-3.1.1 from a
requirements engineer perspective.
Action 14. Tracking the history of changes for an acceptance test.
By clicking on the button “View history” in the form that shows test de-
tails (See Figure 6.27), the user is provided with the history of changes
for that acceptance test. Similarly to the history of changes for require-
ments, the history of acceptance tests is stored automatically on every
acceptance test edit. Figure 6.29 shows the history of changes for the
acceptance test TEST-3.1.1.
Action 15. Adding acceptance test subscribers. When a test engineer
creates a new test case for a requirement, GuideGen automatically sub-
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Figure 6.28: The details of the acceptance test TEST-3.1.1 from a
test engineer perspective.
scribes the creator of the requirement to the newly added acceptance
test. The user can add other subscribers when creating a test case by
inserting their e-mail addresses in the form for adding an acceptance
test, shown previously in Figure 6.16.
In order to add new acceptance test subscribers for an existing accep-
tance test, the user can click on the button “Add subscribers” in the
form for viewing the details of the acceptance test, as shown in Figure
6.27 and Figure 6.28. The form for adding acceptance test subscribers
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Figure 6.29: The history of changes for the acceptance test TEST-
3.1.1.
looks the same as the form for adding requirement subscribers, shown
previously in Figure 6.26.
6.4.3 The Architecture of GuideGen
GuideGen is a dynamic web project that follows the Model-View-
Controller (MVC) architecture, as presented in Figure 6.30. According
to the MVC pattern, the Model manages the data in our application,
the View is a presentation layer and all background logic is managed
by the Controller. In the remainder of this section we briefly describe
each of these components.
The Model consists of eight java classes as shown in Figure 6.30. These
classes interact one to another, so that, for instance, one requirement
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JSP	view
Servlet	Controller
Java	Bean	Model
Client	
(Browser)
Tomcat	container
Requirement:	ID,	title,	textOld,	
textNew,	Tests,	status
Test:	ID,	title,	description,	
stepsAndResults,	execStatus
Sentence:	ID,	text,	changeType,	
deepLevel,	isUserStory,	words
Word:	ID,	text,	pos,	
dependencyId,	role,	
relatedWords,	changeType
Suggestion:	ID,	text,	isSent
Email:	ID,	content
HistoryReq/Test:	
requirement/test,	version,	
creationTime
User:	ID,	name,	lastname,	
username,	password,	email,	role
HttpServlet-
Request
HttpServlet-
Response
LogIn/SignUpProcessor,	FileProcessor,	
SenteceAnalyzer,	SentenceProcessor,	
AddNewRequirement,
AddNewTest,	AcknowledgeTest,
RequirementChangeProcessor,
SyntaxNetHandler,
GuidanceGenerator,
EmailSender,	HistoryHandlers.
Index	page,
pages	to	add/view/edit	a	requirement
and	a	test	case,	add	subscribers,
list	requirements	and	tests, list	suggesti-
ons,	history	of	requirements	and	tests,
notification	pages	(email	status,	errors)
Figure 6.30: The architecture of GuideGen.
contains a list of acceptance tests, a sentence contains a list of words,
etc.
The View consists of 27 JavaServer Pages (JSP) [jsp], which present the
content of GuideGen to users and enable managing requirements,
acceptance tests and suggestions. The majority of the pagers are
shown in Section 6.4. The remaining pages are notification pages
that contain information messages, such as pages about errors in the
application (lost connection, problems with the data, etc.).
The Controller is the central component of our tool. It contains servlets
[ser] which are responsible for all the logic in the application, such
as managing users’ authentication (LogIn and SignUp processor),
uploading requirements and acceptance tests (FileProcessor), ana-
lyzing the changes in requirements, i.e. what sentences and what
words have been changed and how (SentenceProcessor, Sentence-
Analyzer, SyntaxNetHandler, RequirementChangeProcessor), gener-
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ating guidance (GuidanceGenerator), notifying subscribed parties
(EmailSender), managing history of changes in requirements and ac-
ceptance tests (HistoryHandlers) and managing an addition of new
documents (AddNewRequirement/Test processors).
6.4.4 Availability of the Tool
We deployed GuideGen by using a Docker container. The steps for run-
ning Guidegen are described in our Git repository: https://github.
com/hotomski/guidegen. In addition, we provide a document with ex-
ample requirements and their tests. This document can be uploaded
to the system or used as a template for creating a new document with
requirements and their acceptance tests to be uploaded.
6.4.5 Different Versions of GuideGen
So far we have presented the GuideGen tool in its current version.
When developing GuideGen, we have followed an iterative research
path with three development iterations and two evaluations so far. It
is therefore important to know which versions of GuideGen were used
in our evaluations. We provide this information in Table 6.5.
All features of GuideGen which are not listed in Table 6.5 (for exam-
ple, the basic feature of generating guidance when a requirement is
changed) are common for all versions of GuideGen. The first version
of GuideGen that we evaluated in 2016 (see Sect. 6.5 below) did not
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Table 6.5: The differences between the current and previously evalu-
ated versions of GuideGen.
Features
Evaluation I
[HBCG18]
Evaluation II
[HG18b]
Current
Generating guidance for
changes of numerical
values
7 X X
Showing guidance in the
form for editing a test
case
7 X X
Showing warnings in the
application for
non-aligned documents
7 X X
Sending e-mails and
showing warnings for
newly added
requirement
7 X X
Sending e-mails when
acceptance tests are
adapted according to the
requirement changes
7 X X
One-to-many
relationship between a
requirement and its tests
7 7 X
Possibility to see the
outcome of a test
execution
7 7 X
Possibility to see the
status of a requirement
7 7 X
Showing the meta-data
of a requirement or an
acceptance test
7 7 X
Tracking the history of
changes in requirements
and acceptance tests
7 7 X
Personalizing the users
(logging-in, signing up
and account privileges)
7 7 X
Differentiating between
business and technical
documents (kept
separately)
7 7 X
have any of the features listed in Table 6.5. Based on the results of
the first evaluation, we added the top five features listed in Table 6.5
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to GuideGen. That version was used in the second evaluation (see
Sect. 6.6). The remaining new features have been added to Guide-
Gen recently as a consequence of the lessons learned in the second
evaluation.
6.5 Quantitative Evaluation and the First Qual-
itative Assessment
In this section we describe our first evaluation of GuideGen. The main
goal of this evaluation was to obtain quantitative information about
the correctness, completeness, understandability and relevance of the
suggestions generated by GuideGen when applied to requirements
changes in real industrial projects.
This evaluation was conducted between September and December
2016, using an earlier version of GuideGen, as described in the previ-
ous section.
6.5.1 Study Design
We first contacted companies and asked them whether they could pro-
vide us real data about requirements, associated acceptance tests and
changes to the requirements. We managed to find three companies
who were willing to give us the data and also committed to assess the
guidance produced by GuideGen.
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After receiving the data sets from the three companies, we first pruned
the data as follows: we omitted all requirements that had not been
changed at all or did not have acceptance tests associated with them
and we removed irrelevant changes such as added or deleted punctu-
ation marks, spaces or empty lines. We then ran our tool in order to
generate the guidance that was further evaluated. Each of the gener-
ated suggestions in the guidance was evaluated by experts from the
three companies. Finally, we showed the tool prototype to the experts
and conducted a short qualitative assessment of GuideGen.
Companies overview We evaluated GuideGen by applying it to real-
world data sets with requirements changes provided by three compa-
nies. An overview of the companies is provided in Table 6.6.
Table 6.6: Characteristics of the companies that provided us data
sets from one of their projects.
Company C1 C2 C3
Domain of
activity
Access control
and security
solutions
IT integration,
cloud services
Automation for
warehouses and
distribution
centers
Software process
model
Agile(Scrum) Agile (Scrum) Waterfall
# of employees
in total
16000 500 2500
# of employees
on the project
120 100 500
Country Switzerland
Serbia/
Germany
Switzerland
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Participants The generated guidance was assessed by seven experts
from the three companies. An overview of the experts and their expe-
rience is provided in Table 6.7.
Table 6.7: Characteristics of the experts who participated in the
study.
Company Participant
The role of
participant
Years of
experience in IT
Years on the
current position
C1 P1
Requirements
engineer
10 4
C1 P2
Senior test
analyst
12 4
C2 P3
Requirements
engineer
6 3
C2 P4
Senior test
engineer
7 4
C3 P5
Technical
business analyst
10 5
C3 P6 QA manager 12 6
C3 P7 Test engineer 4 4
Table 6.7 presents the roles of the participants exactly the way the
participants reported them during the interview. Although the ta-
ble contains different roles, we can divide them in two main groups:
(1) requirements engineers and (2) test engineers. For instance, a
technical business analyst performs the same tasks as the other two
requirements engineers. The typical tasks of the practitioners with the
requirements engineer role are to:
• write and maintain requirements documents,
• communicate to clients that are outside the organization with a
goal to elicit requirements, clarify uncertainties or present the
work progress and
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• communicate to the rest of the team, including testers, in order
to clarify how requirements should be implemented or tested or
to communicate the changes and resolve ambiguities.
Similarly, the test analyst, two test engineers and the QA manager,
all have the same duties and perform similar tasks. They all write
and maintain test documents and perform testing activities, such as
executing manual acceptance tests and reporting and maintaining
issues in issue trackers. The differences are in the years of experience
or whether these roles have additional duties, such as managing the
team of testers as, for instance, P6 does.
Data collection and analysis. For our evaluation, we needed data
records containing the old and the changed version of a requirement
and the associated acceptance tests. Table 6.8 characterizes the data
sets.
Table 6.8: Characteristics of the data sets used in our evaluation
study.
Company/
Data set
Type of
requirements
# of requirements
in the data set
# of considered
requirements
# of evaluated
changes
C1/DS1 User story 157 20 28
C2/DS2 User story 30 30 37
C3/DS3 Traditional* 5301 398 197
Pruning the data sets We pruned the received data sets as follows:
(1) we omitted all requirements that have not been changed at all or
did not have acceptance tests associated and (2) we omitted irrelevant
changes, such as added or deleted punctuation marks, spaces or empty
lines. The pruning yielded a total of 448 changed requirements. Our
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tool filters out semantically irrelevant changes such as addition or
deletion of determiners or corrections of typos. On the other hand,
for several requirements there was more than one change. So we
eventually could evaluate a total of 262 changes (28 for C1, 37 for C2
and 197 for C3).
Running the tool. For every of the 262 evaluated changes, we gen-
erated guidance for how to change the associated acceptance tests
using our tool prototype. We uploaded the old version of the require-
ments into the tool, replaced each of them with the new version, and
recorded the generated guidance.
Assessing the generated guidance. 95 changes were fully assessed by
two or three experts. We created a questionnaire4 in which, for every
requirement, we presented the old and the changed requirement,
the associated acceptance tests and the guidance for changing the
acceptance tests generated by our tool.
For each suggestion provided in the guidance, we asked six questions
to assess the quality of the suggestion: (1) Is the suggestion correct in
terms of actions that need to be performed? (2) Is it grammatically
correct? (3) Is it complete? (4) Does the expert understand what has
been suggested by the tool? (5) Would the expert be able to perform
an update of the impacted acceptance test without any further clar-
ifications? (6) Is the suggestion redundant or unnecessary? Finally,
we asked whether there is anything missing from the guidance for a
changed requirement (i.e., from the set of all suggestions generated
4https://goo.gl/B2GPu3 For confidentiality reasons, the file does not contain the real
data from our data sets, but only the example shown in this paper.
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for that requirement). Questions 1-3 and 5 had to be answered on a
five-point Likert scale (from “strongly disagree” to “strongly agree”). In
case of non-agreement, the expert was asked to provide an explaining
text. Every answer other than 5 (‘strongly agree”) is interpreted as a
non-agreement. Question 4 was a yes/no question, while Question 6
and the final question about missing suggestions were answered as
free text.
In company C3, due to limited availability of the experts, only 30
suggestions could be thoroughly assessed by all three experts. The
suggestions generated for the remaining 167 changes could only be
assessed for correctness by a single expert.
When performing this evaluation, GuideGen did not consider changes
of numerical values as relevant. The approach is later extended, since
the results showed that changes of numerical values in requirements
affect the related acceptance tests.
First qualitative assessment Although the study focused on the quan-
titative evaluation in terms of the correctness and completeness of
the generated guidance, we additionally performed a short qualita-
tive assessment of the approach and the tool. When the experts had
finished answering the questionnaire for all changed requirements
assigned to them, we showed them the tool and conducted a short
interview about the usefulness and applicability of GuideGen5. The
practitioners gave us some useful advice on how to adapt GuideGen
in order to improve its usefulness and applicability.
5https://goo.gl/LZtQWg
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When interviewing the participants, we took notes and recorded the
interviews. As the interview instrument was rather short and we had
only seven interviewees, we did not formally transcribe the interviews.
Instead, we compared our notes with the recordings, corrected errors
and omissions, and then used the updated notes as the basis for our
analysis.
6.5.2 Results
In this sub-section we present the results of the assessment of the
generated guidance by the experts and some key insights from the
follow-up interviews.
All 262 changes were correctly identified in terms of the change type,
showing that the algorithm for identifying added, deleted and mod-
ified sentences with a modification threshold of 0.6 performs accu-
rately. Table 6.9 presents the results of the evaluation of the guidance
generated for 95 changes in requirements by the experts.
For calculating the percentages in Table 6.9 for the questions answered
on a Likert scale, we interpreted the values 4 (“Agree”) and 5 (“Strongly
agree”) as “yes”. Analogously, we interpreted 1 (“Strongly disagree”)
and 2 (“Disagree”) as “no”. 3 (“Neutral”) was interpreted according
to the textual explanation provided by the experts. From eleven such
answers three were interpreted as “yes” and eight as “no”.
Table 6.9shows that in C1 and C2 the experts assessed more than 80%
of the suggestions as correct in terms of actions. In C3 one expert was
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more negative than the other two, especially regarding the correctness
in terms of actions. This is due to a misunderstanding: expert P5
classified all redundant suggestions as wrong in terms of actions, i.e.,
when they were actually correct, but unnecessary. Since P7 found
66.7% and P6 70% of the suggestions to be correct in terms of actions,
we can consider the correctness of our guidance for data set 3 to be at
least 66.7%.
The following text contains a change (in the acceptance criteria of a
user story) for which GuideGen does not work such well:
“-	The	sec)on	3	contains:	
	--	Doctors’	corner	
	--	Register	your	prac)ce	opens	a	form	inline	or	a	popup	with:
	 	---	Name	of	your	prac)ce	(mandatory)	
	 	---	Contact	phone	(mandatory)	
	 	---	Contact	e-mail	(mandatory)	
	 	---	Give	us	your	contact	details	and	we	will	get	back	to	
	 	you	soon!”	
According to the experts, the text means that Section 3 of a web page
contains a label “Doctors’ corner” and a button “Register your practice”.
When a user clicks on the button, an inline form or a pop-up window
is displayed. The change in the requirement is that an additional
message shall be displayed in this window.
For this change, the GuideGen tool generated the following suggestion,
which the experts considered to be wrong both in terms of actions and
grammatically: “Add new steps or modify existing steps which verify
that the section 3 contains register your practice opens a form inline or
a pop-up with give us your contact details and we will get back to you
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soon!”. This result may indicate that our approach does not perform
well on ill-structured texts. However, it may also indicate that our
treatment of enumerations (cf. sentence level analysis in Sect. 6.3.1)
needs improvement.
The last column in Table 6.9 presents the number of changes that were
relevant, but not detected by GuideGen. In C1 a noun with no related
verbs was added. This was classified as an irrelevant change and
hence no guidance was generated. Further, as previously explained,
as numerical values were not considered as relevant, no guidance was
generated for two such cases in C2 and one in C3. This problem is
fixed in the next release of the tool.
As stated above, the guidance for 167 changes in requirements from
company C3 could not be evaluated fully due to limited availability
of the experts. Table 6.10 shows the results of the assessment of the
generated suggestions for these changes.
We found that 70.6% were correct in terms of actions, while 24% were
incorrect because the changes only rephrased a requirement or added
or deleted only clarifications or notes. A small percentage (5.4%) of
wrong suggestions were due to limitations of our prototype tool (e.g.,
wrongly identified dependencies).
Next, we present the main findings from the follow-up interviews with
the experts regarding the overall usability and usefulness of GuideGen.
All experts stated that GuideGen can be helpful in communicating
changes on time and with less effort, it can help test engineers to
make a decision on how to update acceptance tests and they would be
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Table 6.10: Suggestions assessed for correctness in terms of actions
by a single expert only.
Company/Participant(role) C3/P6(QA)
Assessed suggestions 167
Correct in terms of actions 70.6%
Wrong due to rephrasing only 10.2%
Wrong as only clarifications or notes are added/deleted 13.8%
Wrong due to tool limitations 5.4%
willing to slightly adapt their style of writing requirements in order to
ensure better quality of guidance. Four experts emphasized that one
of the reasons for wrongly generated guidance was the poor quality
of the requirements. They stated that suggestions can be too general,
but that this is directly related to the level of detail specified in the
requirements.
The experts from C1 stated that the approach would be even more use-
ful if it could show the suggestions directly in the acceptance test docu-
ment. With respect to the usability of the tool, P1 and P2 suggested an
improvement of the user interface so that the tool (1) navigates directly
to the steps that are suggested to be changed (2) shows warnings about
the non-aligned documents somewhere in the application.
Participants P1 and P4 suggested that not only changes in require-
ments should be communicated via e-mails, but also changes in af-
fected acceptance tests.
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6.5.3 Threats to Validity
Internal and construct validity. Our quantitative evaluation strongly
depends on the expertise of the people who assessed the guidance gen-
erated by GuideGen. In order to foster validity, we aimed at assessing
each guidance by at least two experts. In company C3, due to limited
availability of experts, we could assess only 30 cases this way, while the
rest was evaluated only in terms of correctness by a single expert. We
tried to mitigate this problem by including all types of changes in the
fully evaluated sample from company C3. Even with this restriction,
the workload for the experts was high, since they needed to answer
six questions per 28 and more suggestions, which might impact the
quality of their answers. Therefore, we provided an online access to
the questionnaire, so that the experts could answer the questions in
iterations.
External validity. The generalizability of our results is limited by the
fact that our evaluation covers data sets from only three companies.
We tried to improve generalizability by including both agile and tradi-
tional requirements artifacts as well as different types of changes in
our data sets. Although the study involves only seven participants, we
had at least two participants per data set and we tried to keep diversity
in terms of roles, so that requirements engineers and test managers
are included.
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6.6 Qualitative Evaluation
After the first evaluation, we adapted GuideGen, based on the com-
ments and suggestions received from the practitioners. We then per-
formed a second evaluation study in which we aimed at evaluating
GuideGen in terms of its perceived usefulness for practitioners and its
applicability to real software projects.
The study was conducted from October 2017 to January 2018. The
version of GuideGen that was used in this study differs from the current
version of GuideGen as described in Section 6.4.5.
In this section, we briefly describe the study and summarize the main
results, while the details are described in [HG18b].
6.6.1 Study Design
We conducted a qualitative experiment [Kit96] with twenty-three prac-
titioners from ten companies based in Europe. To make this paper
more self-contained we provide an overview of the companies in Ta-
ble 6.11. From these ten companies we interviewed twenty-three
requirements and test(QA) engineers with at least five years of experi-
ence. For more details about the participants and their teams please
refer to [HG18b].
The experiment consists of three parts: an introductory presentation,
a tool trial and an interview.
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Table 6.11: An overview of the companies
Company
Domain of
activities
Country # of employees
C1 Power industry
Serbia
(International)
1000 (10000
worldwide)
C2
Access-control
solutions
Switzerland
(International)
1000 (10000
worldwide)
C3
Distribution
Solutions
Switzerland
(International)
500 (2500
worldwide)
C4
Enterprise
Content
Management
Switzerland
(International)
50 (7000
worldwide)
C5
IT project and
product
management
Serbia (Germany,
India)
20 (500 in total)
C6
Online marketing
and online
shopping
Germany
(International)
1200 (3000
worldwide)
C7
Content
Management
Systems
Netherlands
(International)
60 (600
worldwide)
C8
Software testing
services
Serbia (Austria,
Switzerland)
120 (500 in total)
C9
Data and
Analytics
Denmark
(Sweden)
250 (1000 in total)
C10
Website and
mobile
development
Serbia (Germany) 110 (350 in total)
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1. Introductory presentation. The first author explained the GuideGen
approach in a 20 minute talk to a group of business and technical
practitioners. Then she asked for requirements and test engineers
who were interested to try out GuideGen and evaluate it. We did this
to ensure that only people who are interested and knowledgeable in
the field of requirements engineering or testing participated in the
experiment.
2. Tool trial. Although the participants already got familiar with the
GuideGen tool by attending the presentation, we encouraged them
to try it themselves, using examples from their own projects. The tool
trial lasted between 30 and 45 minutes.
3. Interview. After a five minute break, we conducted semi-structured
interviews with the participants. Each interview consisted of two
main parts: an exploratory part referring to the current issues and
challenges faced when requirements change and an evaluation part
about the usability and applicability of GuideGen. The interviews
lasted between sixty and ninety minutes.
6.6.2 Results
We classified our results into four groups, based on the research ques-
tions we defined in this study:
(1) Current issues with changing requirements;
(2) Benefits and strengths of GuideGen that can mitigate some of the
identified issues;
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(3) Applicability of GuideGen to real industrial projects;
(4) Usability of GuideGen as perceived by practitioners.
The most frequently reported issues with changing requirements can
be classified into communication, documentation and tool issues.
For instance, the communication issues reported are late- or non-
communicated changes to test engineers, passing incomplete infor-
mation from requirements to test engineers and inability to track
changes due to different communication channels. Documentation
issues are outdated documents, incorrect acceptance tests and bad
quality of requirements documents. With respect to the issues with the
currently used tools, we found that the most challenging issues are us-
age of too many different tools for document management, complexity
of the tools and inconvenient notification system.
The practitioners recognized the following benefits of GuideGen:
B1. With GuideGen the communication of changes can be faster;
B2. Requirements changes would be no longer be missed or overseen
by testers;
B3. Acceptance tests would be updated faster and easier;
B4. With GuideGen requirements and acceptance tests would be kept
closely together;
B5. GuideGen is simple to use;
B6. GuideGen would serve as a reminder for updating documents.
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More details about each of the benefits are described in [HG18b].
With regard to the applicability of the GuideGen tool, the practitioners
found the tool to be applicable for smaller projects as it is, while for
bigger projects GuideGen should either be incorporated as a plug-in
into existing document and project management tools, such as Jira
or TFS, or it would have to be extended with numerous features. The
most frequently reported features that are perceived as relevant, but
are missing in GuideGen, are summarized in Table 6.12, which was
earlier presented in [HG18b]. In the meantime, we have implemented
all these features in the GuideGen tool (see Table 6.5).
Table 6.12: The missing features reported by at least two participants
in two different interviews
Missing features Participants
A possibility to see the outcome of the test
execution (e.g. skipped, passed, failed, not
started...)
P2, P4, P6, P12, P15,
P19, P21
A possibility to see the status of a requirement
(e.g. new, assigned, opened, finished...)
P6, P12, P13, P15,
P17, P21
Tracking the history of changes in require-
ments and tests
P5, P7, P16, P20,
P23
Personalize the user (having different ac-
counts with different privileges)
P7, P9, P14, P16,
P21
Different structure for keeping the documents
(more folders for grouping different types of
requirements, different projects or features)
P3, P5, P6, P12
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Besides missing features, the participants mentioned two further rea-
sons why they would not replace their current tools for managing
requirements and acceptance tests by GuideGen. The first reason is
the complexity and cost of data migration and configuration setup,
and the second is the effort needed for adjusting to new tools and
learning how to use them.
Finally, the fact that GuideGen (in the version used in this evalua-
tion) was limited to only one acceptance test per requirement was
considered as a major shortcoming by the participants.
Despite these limitations, GudeGen is perceived as useful or extremely
useful tool by the majority of the participants. For more concrete re-
sults of the quantitative assessment of usefulness of GuideGen please
refer to [HG18b].
6.6.3 Threats to Validity
Internal and construct validity. In order to decrease the threats to inter-
nal validity, we carefully designed our interview questions, discussed
them with a group of researchers, improved them and performed a
pilot interview, which limited the reliability threat. However, reliabil-
ity threats regarding researcher bias cannot be completely ruled out,
because the interviews were conducted by only one researcher. In
order to avoid selection bias, we avoided personal contacts when we
performed the interviews for the study.
The main threat to construct validity is that the participants used
GuideGen only for less than one hour. To limit this threat, we designed
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our study such that the participants had the opportunity to try out the
GuideGen tool themselves, using examples from their own work, so
that they are able to provide a rational evaluation.
Although the participants were told to be objective and express all their
concerns towards the tool, we cannot completely reject the possibility
of politeness bias caused by the fact that a co-creator of GuideGen
presented the tool and conducted the interviews.
External validity In order to limit the threats to external validity, we
tried to keep diversity in terms of structure of the chosen compa-
nies, their size, location, domain of responsibilities, processes applied
within the companies and the way that requirements and tests are
documented.
6.7 An assessment of the existing approaches
for change impact analysis
Although one-to-one relationships between requirements and accep-
tance tests frequently occur in practice [HBCG16], we learned in our
second evaluation that GuideGen should support more than one ac-
ceptance test per requirement and produce tailored guidance for ev-
ery impacted acceptance test when a requirement is changed (see
Section 6.8.3 and Section 6.8 (A one-to-one relationship between re-
quirements and their acceptance tests is not sufficient)). For achieving
this, GuideGen will have to analyze which change in a requirement
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impacts which of the associated acceptance tests. As a first step to-
wards implementing such an analysis in GuideGen, we experimentally
assessed how well existing approaches for change impact analysis be-
tween textual documents perform when applied to requirements and
acceptance tests. For this assessment we used a small data set from
industry and two existing systems for change impact analysis: NAR-
CIA [ASG+15a] and ImpRec [BGW13], [BWRR17]. In the remainder of
this section we describe the experiment design, present the results and
discuss the applicability of the existing approaches and their possible
integration with GuideGen.
6.7.1 Experiment Design
The choice of tools for the experiment. In order to assess how well the
existing techniques for change impact analysis perform when applied
between requirements and their acceptance tests, we firstly investi-
gated the available tools that can be used without adaptations of their
functionality. We investigated tools that are intended to work with
unstructured textual artifacts, excluding, for instance, the ones that cal-
culate impact between source code and other artifacts, such [CKG12]
or [DWW+14]. In addition, tools should be publicly available. Both
NARCIA and ImpRec satisfied our conditions and were, therefore, cho-
sen for the experiment.
The data set used in the experiment. For this experiment, we used
a data set obtained from the company C2 (please refer to Table 6.6
for the details about the company C2). This is a new data set which
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has not been used in any of our previous studies. The data set was
collected in June 2018.
In order to calculate the impact that changes of a requirement have
on the related acceptance tests, we used requirements that have more
than one acceptance test related to it and have been changed at least
once. In addition, we needed to have both the old and new versions of
the requirement available, so that we could identify the exact changes.
Considering these conditions, we found nine such requirements and
twenty-three acceptance tests related to them. One of the require-
ments has five, one has four and the remaining ones have two asso-
ciated acceptance tests. Two requirements have been changed two
times; the others were changed once. This resulted in eleven revisions
that we could use in our experiment.
The experiment setup The experiment was conducted in October 2018.
In order to define the ground truth for the experiment, we needed
to know which test cases were adapted based on the changes in the
requirements. Since the data set was small, we analyzed this manually
together with the test engineer from company C2, who performed
the adaptations. The analysis resulted in knowing how the require-
ment is changed and which test case was actually affected by that
change.
We then loaded the data into the tools, applied the changes and ana-
lyzed the impact obtained from the changes. For every revision of a
requirement, we calculated the impact score between the requirement
and its related acceptance tests. Since GuideGen is designed such
that it knows which acceptance tests are associated to a requirement,
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we only calculated the impact scores between a requirement and its
associated tests, rather than between all requirements and tests in the
system. The acceptance test with the highest score is considered to be
the one that is the most affected. We checked whether the found test
is actually the one that the test engineer declared as impacted.
Below we describe how we used NARCIA and ImpRec to calculate the
impact scores.
1. Working with NARCIA: NARCIA is the tool that calculates impact on
other requirements when a requirement is changed. Therefore, the
original input for the tool is a list of all requirements present in the
system. In order to calculate the impact between a requirement and
their acceptance tests, our input for NARCIA was a requirement and
the acceptance tests related to the requirement.
As soon as changes are applied to a requirement and saved, NARCIA
analyzes what has been changed and summarizes the changes. Then
the user specifies the propagation conditions that are going to be used
in the change impact analysis. The propagation conditions specify
how a change should propagate in acceptance test documents (orig-
inally in other requirements documents). The conditions are words
and phrases, which are then considered when calculating the impact.
In Table 6.13, we summarize the propagation conditions that we spec-
ified for calculating impact based on the changes from our data sets.
We defined the conditions in such a way that they can be later automat-
ically defined by GuideGen based on the SyntaxNet analysis.
For some change types we defined several propagation conditions, as
shown in Table 6.13. For instance, when a sentence is added, in order
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to calculate the impact of that change to the related acceptance tests,
the following propagation conditions are specified:
(1) the whole sentence that has been added,
(2) only relevant words that have been added,
(3) only relevant words from the previous sentence,
(4) relevant words from the added and from the previous sentence.
We illustrate this with a concrete example taken from the data set used
in the study. The following change has been applied to requirement
3:
Assign access group. As a site operator, I want to assign access
groups to a person, so that I don’t have to repeatedly assign access
zones and time profiles to every person. Groups can be modified
by adding or deleting persons. Groups can also be entirely deleted.
For this change we generated the following propagation conditions as
query parameters:
(1) Groups can also be entirely deleted (the whole sentence),
(2) Groups AND can be AND deleted (only relevant words from that
sentence),
(3) Groups AND can be AND modified AND adding AND deleting AND
persons (only relevant words from the previous sentence),
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(4) Groups AND can be AND modified AND adding AND deleting AND
persons AND Groups AND can be AND deleted (relevant words from
the previous and changed sentence).
For each of the specified propagation conditions we calculated the
impact scores. In this example this resulted in four comparisons of
calculated impact scores. In total, we made twenty-five impact com-
parisons based on change types applied to requirements and different
propagation conditions.
2. Working with ImpRec: ImpRec performs two main tasks: 1. It
calculates similarity between the issue reports based on the query
parameters; 2. It recommends the artifacts potentially impacted by
resolving incoming issue reports. For recommending such artifacts,
ImpRec uses the knowledge database built based on the previously
calculated impacts.
Since we do not have previous impacts calculated, we used ImpRec for
calculating the similarities between a requirement and its acceptance
tests based on the changes that are applied to a requirement. The
same propagation conditions, presented in Table 6.13, were used as
query parameters for calculating similarities. This resulted in twenty-
five similarity calculations for the applied change types and defined
query parameters.
6.7.2 Experiment Results
In this subsection, we present the results both for NARCIA and Im-
pRec. In general, the results are encouraging. We also found that that
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the choice of the propagation conditions/query parameters strongly
affects the quality of the results.
Results obtained by using NARCIA. By choosing the best propagation
conditions, NARCIA was able to correctly identify the affected accep-
tance test in ten out of eleven revisions (90.1%), and in the worst case,
when considering only the badly chosen conditions, NARCIA correctly
detected test cases from seven revisions (63.6%). Table 6.14 shows
which propagation conditions gave the correct results for different
types of changes applied within the data set. Providing correct results
means that the acceptance test with the highest score among other
related tests is exactly the one declared by the test engineer.
In only one case none of the propagation conditions was satisfying
(the addition of a sentence in the requirement 8) and, consequentially,
the affected acceptance test could not be identified. This was due
to a complete word mismatching. The added sentence was clarify-
ing a detail that was not specified in any of the related acceptance
test descriptions. From pure syntactic analysis it was not possible to
conclude that the change actually has an impact on the affected ac-
ceptance test, but deeper understanding and domain knowledge was
needed in this case. For other changes, there was at least one condition
that resulted in identifying the correct acceptance test.
In our example, there were two tests related to requirement 3. Al-
though NARCIA correctly identified Test 2 with a higher score than
Test 1 for all four conditions, the third condition (C/P3 in Table 6.14)
gave the biggest difference between the scores. That was the case
when only relevant words from the previous sentence were specified
in the propagation condition.
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Results obtained by using ImpRec. ImpRec could identify the correct
acceptance tests in six revisions (54.5%) when the right query parame-
ters were taken into consideration. In the worst case, when only bad
parameters were chosen, ImpRec could detect the actually affected
tests in only three revisions (27.3%). For the revisions 1, 6 and 8 Im-
pRec did not identify any of the tests to be affected at all, and for the
remaining revisions the scores were equal for all related tests, and
therefore, we interpreted this as incorrect.
In our example, ImpRec detected the correct acceptance test for the
change of requirement 3 only when C/P4 from Table 6.14 was chosen
(when the relevant words from the previous and changed sentence
were specified as query parameters).
The applicability of the approaches to GuideGen The results show the
importance of the conditions and parameters that are chosen when
calculating impact of changes in a requirement to its acceptance tests.
In GuideGen we can implement all these search criteria based on the
change type and combine them to get the best results.
Since NARCIA showed rather good results and is written in Java, it is
our primary candidate for the integration with GuideGen and for fur-
ther investigations. In particular, we will have to address the problem
of low performance when a sentence has been added to a requirement.
Although ImpRec performed worse than NARCIA, it still deserves fur-
ther investigation, as we only partially used its functionality in our
experiment. This is due to our data set, which did not have enough
information for ImpRec to calculate the change impact between doc-
uments, but it calculated only the similarity. In our future work, we
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plan to investigate the performance of ImpRec on data sets that con-
tain the history of the previous changes and the previously affected
tests. Technically, the integration of ImpRec into GuideGen would be
possible, although ImpRec is written in C#.
6.7.3 Threats to Validity
In order to mitigate threats to internal validity, the ground truth was
defined by a test engineer who adapted the test cases based on changes
in her or his requirements. Since the data set was small, the test
engineer manually labeled all tests that were actually affected by the
changes applied to the related requirements. Therefore, we could
assess the performance of the tools without ambiguities. To mitigate
the threat stemming from the small size of the data set, we made sure
that the data set contains different types of change patterns applied to
requirements.
With respect to external validity, i.e., the generalizability of our results,
we see two major threats: we used only a small data set from one
company and all the changes to the affected acceptance tests were
applied by only one test engineer. We partially mitigated these threats
by taking the data from a real-world, ongoing project, so that we could
assess how the tools perform when applied on documents currently
used in industry. As a part of future work, the experiment should
repeated with a larger and more diverse data set.
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6.8 Discussion
In this section we discuss the results from our two evaluation studies
and the lessons learned.
6.8.1 Correctness of the Generated Suggestions
The results presented in Table 6.9 show that the quality of the gen-
erated guidance differs from company to company. This is not sur-
prising as the outcome of our natural language processing techniques
depends on the type and quality of requirements artifacts and on the
content that is being changed in these artifacts.
GuideGen performs better for user stories than for traditional require-
ments. This is probably due to the fact that user stories typically are
more concise and describe features more precisely than traditional
requirements do. Further, text changes in traditional requirements
documents often do not bring any novelty to the feature that is be-
ing described, but only provide clarifications or simply rephrase the
text.
The complexity of a sentence also affects the quality of the guidance
generated. On the one hand, very short or incomplete sentences af-
fect both the correctness and completeness of suggestions and may
even cause the omission of relevant changes. On the other hand, long,
complex sentences which contain one or more relative clauses or
statements in parentheses may cause problems: word classes, their
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grammatical functions and dependencies between words in a sen-
tence may be wrongly identified, which leads to wrongly generated
guidance.
Our approach currently cannot recognize certain types of irrelevant
changes, for example, when comments such as “This should be com-
municated to Tom” are added. Wrong suggestions are generated in
this case. However, our tool allows a requirements engineer to re-
move such false positives easily before communicating changes and
generated guidance to subscribers (cf. Fig. 6.21).
6.8.2 Usefulness and Applicability of GuideGen
Our qualitative evaluation confirmed that GuideGen is a useful and
needed tool, because the issues caused by non-aligned or outdated
documents and poor communication of changes are still present in
industry. However, although there is a lack of tool support, GuideGen
cannot help if the internal organizational culture does not encourage
employees to keep documents aligned and consistent.
In terms of applicability, we found that the GuideGen cannot replace
currently used tools, but rather should be incorporated into them.
This is for three main reasons:
(1) Missing features: The participants stated that GuideGen would
have to provide numerous additional features in order to be able to
support all documentation management tasks.
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(2) Data migration and configuration setup: In complex systems, data
migration is a difficult and expensive task and, therefore, experts hesi-
tate to start to use a new tool, which would force them to migrate all
data and configurations set up in the currently used tools.
(3) Learning effort: The participants argued that learning how to use a
new tool and adjusting to it is costly and time-consuming. Therefore,
many participants suggested that GuideGen should be implemented
as a plug-in for the currently used tools, such as Jira or TFS, instead of
being a standalone tool.
GuideGen assumes that traceability links between requirements and
acceptance tests exist, which, to some extent, constitutes a limitation
of our approach. However, none of the participants in our second
evaluation mentioned this limitation as an obstacle to the usability of
GuideGen.
We had limited the initial version of GuideGen to one acceptance test
per requirement because we had found in a previous study about ac-
tual practices concerning requirements and acceptance tests [HBCG16]
that there was just one acceptance test per requirement in most cases.
In our evaluation, however, it turned out that the practitioners con-
sidered this limitation as a major shortcoming of GuideGen. They
explained that sometimes, primarily due to lack of time or simplicity
of a requirement, they indeed create only one acceptance test for a
requirement. However, they would need to have the possibility to also
have more than one acceptance test per requirement.
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6.8.3 Lessons Learned
In this sub-section we present the main lessons learned from the two
evaluations. Based on these lessons, we already have incorporated
some changes in the current version of GuideGen, while others will be
taken as a basis for our future work.
Changes of numerical values are relevant. One of the main take-home
messages from the first evaluation is that changes of numerical val-
ues in requirements should be considered as relevant. We, therefore,
extended our model and algorithms, so that numerical values are pro-
cessed and, accordingly, suggestions are generated for this change
type.
Some adaptations of user interface are needed for better usability. The
user interface should be adapted so that test engineers can see sugges-
tions directly in the form for editing an affected acceptance test. We
have added this feature to GuideGen: in the current version, sugges-
tions are shown next to the text of the affected test (see Figure 6.23).
In our future work we will try to identify the exact steps within an
acceptance test that are affected by changes in requirements.
The notification system should be adapted for more effective communi-
cation of changes. We improved our notification system based on this
feedback. In the current version, GuideGen (1) generates e-mails when
acceptance tests are updated (see Figure 6.24) or requirements are
added (see Figure 6.15) and (2) shows warnings whenever documents
are non-aligned due to a modification (see Figure 6.22) or an addition
of a requirement (See Figure 6.14).
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Solving the problem of overwhelming users with too many notification
messages when requirements frequently change is subject to future
work. We plan to make the notification system configurable so that,
for example, users could opt for receiving only one or two messages
per day which summarize all changes that have happened since the
last notification.
A one-to-one relationship between requirements and their acceptance
tests is not sufficient. From the second evaluation, we learned that sup-
porting only one-to-one relationships between requirements and their
acceptance tests is a major limitation. Therefore, we have extended the
GuideGen tool so that it allows the creation of more than one accep-
tance test per requirement. However, the current version of GuideGen
generates the same set of change suggestions for all acceptance tests
when a requirement is changed. As a first step towards solving this
problem, we have experimentally assessed whether existing change
impact analysis tools can be used for identifying which change in a
requirement affects which one of its associated acceptance tests (see
Section 6.7). The results indicate that it is possible to extend GuideGen
such that it generates individually tailored guidance for each of the
affected tests. This is subject to future work.
GuideGen lacks many features. In the second evaluation we found that
GuideGen is more applicable to smaller projects, as many features
were missing. By adding the missing features we extended the appli-
cability of GuideGen to projects with different types of documents,
different roles with various responsibilities and different documenta-
tion management and tracking needs.
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GuideGen would be more applicable as a plug-in than as a standalone
tool. This is a major lesson we learned from the second evaluation.
The main reasons are the missing features, the complex data migration
process and an the reluctance of industrial practitioners to learn new
tools. It is particularly relevant for big projects that already have a well
established tool environment.
We will address this issue in our future work. For now, we improved
GuideGen by adding the most relevant features that were missing, so
that it can be used in projects for which data migration would not be
too complex and in companies ready to adopt new tools.
Existing methods for change impact analysis have a potential to be used
in GuideGen. The preliminary results from our experiment showed
that the existing methods for change impact analysis among textual
documents have a potential to be used for identifying affected accep-
tance tests based on changes in requirements. With careful choice of
propagation conditions, NARCIA can be a good candidate for iden-
tifying the affected acceptance tests. Although further research on
using ImpRec is needed, when choosing the best query parameters,
ImpRec also showed good results and a potential to be used in Guide-
Gen.
6.9 Related Work
Many researchers propose new ways to solve the problems of lacking
traceability and inconsistencies between artifacts that occur when
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systems evolve. For example, Antoniol et al. [ACC+02], Marcus and
Maletic [MMS05], De Lucia et al. [LMOP12] and Hayes et al. [HDS06]
use information retrieval methods to ensure automated traceability
for change impact analyses.
Others employ natural language processing in order to identify arti-
facts impacted by changes in requirements. As previously explained,
Arora et al. [ASG+15a] analyze the impact of changes in a require-
ment on other requirements in a system using NLP methods and
implement a prototype tool, NARCIA. Borg et al. implemented Im-
pRec [Bor14], [BWRR17], a recommendation system for change impact
analysis. The approach reuses the knowledge about previous traces to
recommend development artifacts, other than source code, potentially
impacted when resolving incoming issue reports.
All these approaches focus on identifying which requirements or other
artifacts are impacted by a change in a requirement, while we inves-
tigate how to manage the change and which actions to perform in
order to keep requirements and acceptance tests aligned. Yet these
approaches can be used in GuideGen to identify the most affected
acceptance test when many tests are related to a changed require-
ment.
Bridging the communication gap among people involved in develop-
ing a system draws attention of researchers and practitioners. Sinha
et al. [SSC06] define and explain the communication problems when
managing requirements in a distributed environment. Bjarnason and
Sharp [BS17] and Adzic [Adz09] emphasize the communication prob-
lems between requirements engineers, developers and testers in agile
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projects. By generating guidance in natural language that can be eas-
ily communicated to the interested parties via e-mail, our approach
supports easy and timely communication of changes between require-
ments engineers and developers/testers.
In order to align requirements engineering and testing activities, re-
searchers focused on defining formal models from informal require-
ments and automatically generating tests from these formal mod-
els [BEF11], [EGM+11], [PSM+09], [GR06], [GCFVP14]. For instance,
Escalona et al. [EGM+11] provide an overview of the research with re-
gard to generating tests from functional requirements. They conclude
that in order to have a successful test generation, requirements would
need to be specified in a much more formal way than they usually are
in practice. Similarly, Post et al. [PSM+09] define a method for linking
functional requirements to tests by creating a formal specification
of requirements. Granda et al. provide an approach that automat-
ically generates a set of abstract test cases from the requirements
models.
Olsson and Grundy [MKS+16] implemented an approach that creates
models from requirements descriptions, UML-style use case models
and black-box test plans, which are later used for change impact anal-
ysis. However, their approach lacks automation and does not consider
natural language, but formal models only.
Wang et. al automatically derive system test cases from Restricted Use
Case models and domain models [WPG+15]. This work goes beyond
other approaches for automated test generation from natural language
requirements, such as [RPG03] or [KK06], as it generates tests that are
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executable. However, it still relies on requirements documents that
are structured in the form of use cases. For the companies that use use
cases it would be interesting to combine this approach with Guide-
Gen. In such a way, executable tests in natural language would be
automatically derived from use cases and when the use cases change,
GuideGen would automatically generate guidance on how to adapt
the affected acceptance tests.
Since practitioners are often not keen on writing “code-like” or struc-
tured requirements, GuideGen aims at providing an approach that
does not require practitioners to adapt the level of formalism in their
requirements.
6.10 Conclusions
In this paper we provided a comprehensive overview of GuideGen, a
tool-supported method for automatically generating guidance on how
to align acceptance tests with evolving requirements. The evaluation
results show that GuideGen generates suggestions with a correctness
score of more than 80% for real-world agile requirements and around
67% for traditional requirements. This indicates that our approach pro-
vides useful guidance for maintaining acceptance tests and keeping
them aligned with the evolving requirements. Practitioners perceive
GuideGen as a practically useful tool, which can be applicable in prac-
tice, especially to smaller projects.
Based on the lessons learned in the two evaluations, we already have
incorporated some changes in the current version of GuideGen. Other
lessons provide directions for our future work.
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Supporting one-to-many relationships between requirements and
acceptance tests introduces the challenge of identifying which tests
are actually affected by which changes in the requirement. The as-
sessment of the two existing approaches for change impact analysis,
NARCIA and ImpRec, showed that NARCIA could be used for change
impact analysis with a correctness score of up to 90%, while the appli-
cability of ImpRec would need to be investigated further.
Future Work. Based on the encouraging results of our experiment
with existing change impact analysis tools, we plan to extend Guide-
Gen such that it fully supports the case of requirements having more
than one associated acceptance test. With this extension, GuideGen
will be capable of generating individually tailored guidance for each
of the affected acceptance tests. It might even be possible to high-
light those parts within an affected acceptance test that need to be
changed.
We also plan to make further adjustments to the notification system of
GuideGen.
Further, we will explore how GuideGen can be implemented as a plug-
in for existing commercial tools for managing requirements and ac-
ceptance tests. As a plug-in, GuideGen could be used easily within an
existing tool ecosystem, without significant additional effort.
GuideGen only supports documents written in English. In the long
run, we plan to explore how multiple languages could be supported
with reasonable effort.
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Chapter 7
Conclusion
Due to tight deadlines, poor communication of changes or inadequate
tool support for an efficient change management, requirements and
acceptance tests are often not kept aligned with each other nor with
the actual software behavior.
In this thesis, we proposed a new approach for keeping requirements
and acceptance test documents consistent and aligned. The core idea
of our tool-based approach is to support change propagation between
requirements and acceptance tests via automatically generated guid-
ance. Guidance is a list of concrete suggestions about how to adapt
acceptance tests when their corresponding requirements change. We
derive such suggestions by analyzing the change patterns applied to a
requirement and applying the appropriate rules for change propaga-
tion.
To prove the concept of our approach we implemented the GuideGen
tool. Our tool analyzes change patterns applied to natural language
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requirements written as free text without any prior formalization re-
quired. Based on the identified change patterns and defined rules for
change propagation, GuideGen generates concrete suggestions about
how to adapt the affected acceptance tests. The suggestions are in-
tended to help test engineers to understand what has been changed in
a requirement without an additional effort for browsing through differ-
ent versions of the requirement or communicating with requirements
engineers. Together with summarized changes applied to a require-
ment, the suggestions are communicated among all subscribed stake-
holders (such as testers, product owners, project managers, etc.) via
automatically generated e-mails and warnings, mitigating a manual
effort or a need for additional meetings.
We conclude that with our approach, the process of propagating
changes from requirements to acceptance tests is no longer a manual
task, but rather a tool-supported, partially automated activity. Our
approach goes beyond other approaches as it does not require an
additional level of formalism when specifying requirements, but is,
nevertheless, able to provide concrete suggestions on how to handle
changes and what actions to perform in order to keep the affected
acceptance tests consistent with their changed requirements.
According to Wieringa and Heerkens [WH06], the relevance of a solu-
tion may be judged based on its novelty, relevance for classes of world
problems and relevance for theory. We consider our solution to be rel-
evant, firstly, because it provides a novel method for a semi-automated
change propagation between requirement and acceptance test doc-
uments. To our knowledge, our approach is unique in a sense that it
provides concrete guidance in natural language that refer to actions in
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acceptance tests and are based on changes applied to requirements
written as free text. Secondly, our approach is real-world problem
oriented. It contributes to solving a problem of maintaining software
artifacts when systems evolve. Finally, our approach is relevant for
theory, as it builds upon the existing research, but also provides new
research directions in the field of requirements change management
and change propagation.
7.1 Revisiting the Research Questions
The goal of this thesis is achieved by answering our research ques-
tions, presented in Section 1.2. We revisit each of the questions and
summarize the answers to them, as follows.
RQ1. How are requirements and acceptance test documents cur-
rently maintained in practice?
In Chapter 2, we describe our exploratory study with fifteen practition-
ers from ten companies worldwide. The study assessed the current
state of practice in terms of writing and maintaining requirements
and acceptance test documents and was conducted in the form of
semi-structured interviews.
The results show that the practice of maintaining documentation has
evolved over time, especially with the spread of Agile development. In
particular, practitioners rely mainly on verbal communication when
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managing changes, although they are aware that such a way is error-
prone and may lead to misunderstandings and, therefore, project
delays and unintended costs. Further, we found that modern docu-
mentation management tools do not provide enough support for doc-
umentation update, especially in terms of documentation traceability
and change propagation. Moreover, the practitioners emphasized a
need for automation of these tasks.
Findings from this study, together with findings obtained from a review
of related literature, provided a clear motivation for implementing
a tool-based approach for supporting efficient communication and
documentation change management. The approach is presented in
Chapter 3.
RQ2. What is an effective tool-based approach for keeping require-
ments and acceptance tests consistent when system requirements
evolve?
In order to support more efficient documentation management and
facilitate communication of changes, in Chapter 3 we presented our
novel approach for generating suggestions on how to adapt acceptance
tests based on changes in their corresponding requirements. The ap-
proach relies on existing IR and NLP methods in order to successfully
generate suggestions which are to a large extent correct, complete and
clear. Moreover, the approach provides a notification system based on
automatically generated e-mails and warnings that keeps all the stake-
holders aware of the changes and mismatches between documents,
ensuring that changes are communicated on time among different
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stakeholders. By implementing such an approach, we contributed to
mitigating the challenges found in the exploratory study, described in
Chapter 2 and answered our second research question.
RQ3: How successful is our approach in generating natural language
suggestions for adapting acceptance tests based on changes in re-
quirements?
To answer this question, we evaluated the approach described in Chap-
ter 3, by using real-world requirements and acceptance tests from
three industrial projects. For 262 non-trivial changes patterns applied
to the requirements, we generated suggestions about how to adapt
acceptance tests and then seven experts evaluated the correctness,
completeness, understandability and relevance of the suggestions.
The results indicate that, with a correctness score of more than 80%
for agile requirements and around 67% for traditional requirements,
our approach provides useful guidance for keeping requirements and
acceptance tests aligned when system requirements evolve.
With this evaluation we also revealed what improvements in our me-
thod are needed in order to achieve better results. In addition, by
conducting a short qualitative assessment with the seven participants,
we revealed what additional features are desired in order to improve
the usability and increase the usefulness of GuideGen.
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RQ4. How useful and applicable is our approach for real-world pro-
jects and organizations?
Based on the findings from the study described in Chapter 3, we im-
proved our method and added more features to the tool. We then
performed a more thorough qualitative evaluation of the approach
and the tool in order to assess the general usefulness and applicability
of GuideGen to real-world projects and organizations. The evalua-
tion was conducted as semi-structured interviews with 23 participants
from ten companies based in Europe. We describe this study in Chap-
ter 5.
The results show that GuideGen is perceived as useful and applicable
to smaller projects as it is, while further improvements are needed in
order to make it applicable to more complex projects. In particular,
some participants pointed out that GuideGen would be more useful if
it were implemented as a plugin for the currently used documentation
management tools, so that no data migration or additional effort for
learning new tools is required in order to use the main features of
GuideGen. Others stated that GuideGen can be used as a standalone
tool, but it should then provide more features, such as a possibility to
have one-to-many (and not only one-to-one) relationship between a
requirement and its tests, to see the outcome of the test execution, to
see the status of a requirement, etc.
Based on feedback from this study, we improved GuideGen by im-
plementing the additional features, as described in Chapter 6. This
raised some new challenges and research questions. For instance, by
providing the possibility of relating more than one acceptance test to
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a single requirement, a new challenge of identifying which of those
tests are actually impacted by a change in the requirement is posed.
As the existing research with respect to change impact analysis offers
various solutions to this problem, we additionally derived a new re-
search question that refers to the ability of the existing methods to
identify affected acceptance tests based on changes in requirements,
as follows.
RQ5. How well do the existing approaches for change impact anal-
ysis perform when applied between requirements and acceptance
tests?
To answer this question, we conducted an experiment by using two
of the existing approaches for change impact analysis between soft-
ware artifacts written as free-text, NARCIA [ASG+15b] and ImpRec
[BWRR17]. We applied these approaches on a small set of require-
ments and their multiple related acceptance tests. The dataset was
obtained from an industrial, agile project and contains nine require-
ments and and twenty-three acceptance tests related to them. Our
preliminary results show that NARCIA could be used for change impact
analysis with a correctness score of up to 90%, while the applicabil-
ity of ImpRec would need to be investigated further, as we were not
able to use all its features due to small amount of input data in our
dataset.
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7.2 Next Steps
The first evaluation of GuideGen showed that the approach is able
to generate suggestions correctly in about 80% for agile and 67% for
traditional requirements. The suggestions were not correct due to dif-
ferent factors, such as the type of changes applied to a requirement or
sentence complexity. For instance, when new sentences are added to a
requirement, our approach identifies this change as relevant and gen-
erates suggestions accordingly, without previously checking whether
the sentences indeed affect actions in acceptance tests. The added sen-
tences may represent just additional notes or clarifications of terms
that are introduced previously in the requirement. GuideGen cur-
rently does not detect nor filter out such sentences. Therefore, further
research on more sophisticated identification of relevant and irrele-
vant changes is needed, especially in case when the change pattern
“addition of a whole sentence” is applied to a requirement.
The complexity of changed sentences affects the quality of suggestions
generated for the applied changes. For instance, when sentences con-
tain one or more relative clauses or statements in parentheses, it might
be challenging for GuideGen to correctly identify all the relevant words
related to the changed words and to generate correct, complete and
understandable suggestions. More thorough investigation of possible
complex sentence structures is needed in order to provide a better
correctness coverage for generated suggestions.
Our approach currently does not consider acceptance tests when gen-
erating suggestions, but it analyzes only changes applied to a require-
ment. Therefore, the generated suggestions are rather general. A
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further research is needed in order to provide a more sophisticated
method that would generate more concrete suggestions and point
out the specific parts of the acceptance test that should be adapted
according to changes applied to its related requirement.
Based on the results and feedback from our last evaluation of Guide-
Gen, we adapted the approach and the tool, as described in Chapter 6.
However, following the proposed, iterative research methodology, the
evaluation of the newly implemented features is missing. As explained
previously, adding the new features opened new challenges and new
research directions. For instance, with our experiment, described in
Chapter 6, we made a first step towards identifying acceptance tests
affected by changes in their related requirements. However, further
research is needed with regard to change impact analysis between
requirements and their related acceptance tests. Moreover, our ex-
periment included only a small dataset and further experiments with
larger datasets are needed.
The results from our first evaluation showed to what extent GuideGen
performs correctly when generating suggestions in natural language.
With our second evaluation, we obtained opinions from practitioners
about usefulness and applicability of GuideGen. In our future work it
would be interesting to conduct a longitudinal study. With such a study
we will further strengthen the validation of GuideGen by assessing
the effectiveness, applicability and usefulness of the approach when
applied in practice.
Finally, our approach is rule based. An interesting direction for future
work is to assess to what extent machine learning approaches would
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be able to generate correct suggestions for acceptance test adaptation
based on changes in their associated requirements.
To summarize, our approach did not only contribute to solving the
particular problem of keeping requirements and their tests consistent
when system requirements evolve, but it also opened new interest-
ing research directions in the field of change impact analysis, change
propagation and natural language processing for requirements engi-
neering.
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