The increased use of radio frequency identification (RFID) technology has made it difficult to maintain secure operations in RFID environments. In addition, establishing a secure system when the internet is unavailable and finding a secure method to share keys are challenges that must be addressed. Considering the limitations of RFID tagging in terms of space, power, and storage, there is a need for practical low-power hardware microcontrollers with lightweight encryption methods suitable for implementation. Our secure system, which is based on the use of hardware-embedded RFID tags, is a novel approach that employs four initialization vectors (IVs) and key pairs to develop solutions for the secure storage, distribution, and alteration of the IVs and keys for use with the MICKEY 2.0 stream cipher. We propose the use of a lowpower RFID-compatible device to provide a secure solution for exchanging and storing IVs and key pairs in the absence of an internet or wireless connection. We call this device the near-field secure data extractor (NFSDE). In addition, we demonstrate its operation in a practical eHealth scenario. Software emulation of the device is used to test the related processes and evaluate their efficiency and security. The use of this simple RFID-compatible prototype device with a lightweight encryption system, which provides public-key-like security but is not internet-dependent, alleviates healthcare security issues and encourages the development of similar tools that can be adapted for use in other fields that require sensitive data to be securely handled.
I. INTRODUCTION
Radio frequency identification (RFID) tags are frequently used in sensor networks for identification and security, and they play an important role in the Internet of Things (IoT). The initial use of the IoT showed that low-power devices exhibited inadequate security [1] . In several cases, poor or nonexistent IoT encryption led to the devices being seriously compromised via the internet connection [2] .
RFID tags allow data transfer in a contactless manner, as seen in the verification of goods in supermarkets [3] . This makes RFID tags an easy-to-use and cost-effective verification tool for applications such as access keys, tracking (for example, the tracking of animals, items in markets, The associate editor coordinating the review of this manuscript and approving it for publication was Ahmed Farouk. and shipped goods), and communicating information such as details of the contents of a container and instructions to receivers. In addition, RFID technology is a low-cost solution [4] , and because RFID tags use timely data that can be checked directly, using them prevents human error because manual intervention is reduced. Owing to these advantages, RFID tags can improve the quality of healthcare, especially considering the ageing population and the incidents of medical errors by health practitioners. They can provide solutions to ensure the privacy and safety of patient information and store critical medical records on ID cards. However, owing to the ease of use and low cost of RFID tags, implementers have tended to overlook the need for data privacy and security [5] . Researchers have begun to propose stream ciphers as an attractive solution to this problem [6] . Current solutions employing stream ciphers VOLUME 7, 2019 This work is licensed under a Creative Commons Attribution 4.0 License. For more information, see http://creativecommons.org/licenses/by/4.0/ generally lack confidentiality, integrity, and authentication provided by asymmetric algorithms of a public key infrastructure (PKI) [7] . An ongoing challenge associated with cryptography is secure key exchange [8] , [9] . Although asymmetric algorithms can address this problem, they require more computing power than is typically available in low-power devices. Zhang et al. [10] preferred a hardware solution to this problem and proposed custom-designed hardware called Recryptor. Conti et al. [11] used a custom chip called Fulmine for near-sensor IoT applications. In the current study, we achieved the same goal by using a fundamentally different approach. Our solution involves the use of software and offthe-shelf hardware, making the proposed device more flexible and less expensive and allowing the use of standardized hardware.
Stream ciphers use symmetric algorithms that require a novel key-exchange solution to maintain confidentiality, integrity, and authentication. MICKEY 2.0, Trivium, and Grain (refer to [12] for design details and source codes) are among the most lightweight stream ciphers used in digital and portable devices, and they have found many uses in hardware and various IoT systems [13] . Although MICKEY 2.0 was designed for hardware implementation, it is also suitable for use in software. Its performance has been tested and compared with that of Trivium and Grain to determine its effectiveness (refer to [14] for further details). Banik [15] demonstrated that MICKEY 2.0 was resistant to attacks because it uses an irregular mix (clocking) to update its internal components, making it difficult to locate a random input in either the R or S register (R and S are linear and nonlinear registers, respectively). In addition, the complexity of its interior design ensures that the cipher shows more resistance to differential fault attacks than do Trivium and Grain ciphers [16] . Users may choose another lightweight encryption method, MICKEY 2.0, as an example for the reasons mentioned before. One recent encryption method for tiny devices with limited computation power was investigated [17] , using software implementations to evaluate 8 lightweight hash functions with built-in block ciphers. They used a passive CRFID (computational radio-frequency identification) for implementation and, based on their experiments, recommend using the MD5 hash function.
This study aimed to implement a lightweight synchronous encryption algorithm, which is suitable for RFID technology, by considering the need for optimized cost, power, and computation necessary when using RFID tags without internet connectivity while gaining and maintaining the advantages typically found in a PKI. To achieve such a secure system, we designed a prototype device called the near-field secure data extractor (NFSDE), implemented a MICKEY 2.0 cipher, and conducted a secure key/IV exchange. In addition, we implemented a software emulation of the proposed system with a secure encryption protocol. The security of this device relies on a trusted record keeper (R) and a secure flash drive (SD).
As an example, we present a scenario in which important medical information (such as allergies and existing conditions) must be carried by a patient. In this scenario, neither the internet nor wireless communication is available or reliable, for example, in cases in which the patient is located at a remote site or in a disaster zone. Although this medical scenario is only one example of the application of our proposed device, it was chosen for our study because its security requirements are the same as those of a more powerful system. The concept can be applied and adapted for almost every security-critical application that requires access to secure systems in situations in which wireless access is unreliable. Because the absence of internet connectivity is assumed, this novel technology can also be used for out-ofband authentication.
A. MAIN CONTRIBUTIONS 1. This study introduces a secure RFID-based sensitive data-protection system called NFSDE. This device can be considered a prototype that can either be used directly or modified as required by users. It can also be used as a guide to create dedicated hardware with features consistent with those of our prototype device. 2. We propose a secure eHealth system (proof of concept) by implementing the MICKEY 2.0 cipher. The system is readily adaptable for applications other than those in the healthcare field. It provides a framework instead of using a PKI to enable the use of different lightweight stream ciphers. 3. Our system is designed to use off-the-shelf hardware encryption and optimized lightweight stream ciphers to enhance RFID security and provide similar advantages as public key exchange. 4. This study led to the development of reliable and secure key and initialization vector (IV) exchange (for multiple keys) as well as key-management and key-update solutions for a secure RFID reader that is neither dependent on the internet nor on wireless communication. 5. The processing time for using NFSDE to decrypt 4K of RFID data using Mickey 2.0 is a matter of milliseconds.
B. ORGANIZATION OF THE PAPER
In Section II, we present related work to highlight our contribution to the field of lightweight security. Section III describes the application of our system to the specifically chosen field of eHealth. In Section IV, we discuss the practical applications of lightweight cryptosystems. Section V provides our reasoning and functional details on the process and system operation. Section VI presents the specifications of the NFSDE prototype device. Section VII presents the processes of tag creation, MICKEY 2.0 implementation, key generation, and Key/IV creation and exchange. In addition, the process for key alterations is described. We also describe how our system fits into the framework of modern security principles and finally discuss the software emulation and testing of the system. Section VIII portrays the extent to which the proposed system is resistant to anticipated attacks and the mitigation of known weaknesses. Section IX provides the overall analysis and discussion of the results. Finally, Section X draws the conclusions and presents the direction for future work.
II. RELATED WORK
One method for providing reasonable security levels for anti-counterfeiting resistance is the use of a lightweight encryption (LWE) system, such as exclusive OR (XOR) manipulation, which is suitable for implementation in small devices [18] . Lee et al. [18] demonstrated the hardware implementation of a lightweight authentication protocol and explained how their protocol could enhance RFID security.
To understand the use of an LWE system with RFID and in the IoT in general, readers may refer to a previous review [19] , in which the authors provide an overview of lightweight cryptographic solutions. In addition, they discuss the security provided by each solution and demonstrate the software and hardware implementations. Moreover, they explain the advantages of such a cryptosystem over the advanced encryption standard (AES).
A. LWE SYSTEM
The LWE system has become increasingly popular in recent years, as it provides a significant amount of protection and is appropriate for devices with limited computational capacity and available memory, such as contactless cards [20] . Although other cryptographic systems, such as AES, possess higher arithmetic capability, LWE, which allows increased communication between devices, is faster and allows a larger amount of information to be transferred in a shorter time. Therefore, studies have focused on lightweight stream ciphers; for example, the eSTREAM project [12] evaluated the proposals of ciphers based on their suitability for software or hardware implementations. The systems selected for hardware implementation in the final stage of the eSTEAM project were Trivium, Grain, and MICKEY 2.0.
In addition, readers may want to refer to a more extensive overview of lightweight cryptosystems, their applications, and the classification of such systems as lightweight and ultra-lightweight with respect to their properties and requirements [21] .
Lightweight stream ciphers have been used for identification purposes. This is achieved by designing a protocol that develops a cipher tool for simultaneous identity verification with a high degree of protection and sufficiency, with a focus on immunity against denial-of-service (DoS) attacks and with its compatibility with RFID tags [22] .
On the other hand, lightweight block ciphers, such as LBlock [23] , have been used to ensure a lower number of gate equivalents (GEs: 1320). However, these are vulnerable to attacks, as demonstrated by Karakoç et al. [24] , who carried out an attack on a 23-round LBlock.
Inspired by the data encryption standard (DES) encryption system, DES Lightweight [25] was designed with fewer transistors-25% fewer than in DES and 45% fewer than in AES-to ensure compatibility with RFID tags and was a competitor among the lightweight stream ciphers in the eSTREAM project [26] .
In cases where the key for encryption/decryption is reused and stored, the storage needs to be secured; in this regard, one of the proposed techniques is the use of electrically erasable programmable read-only memory (EEPROM). A comparison of this technique with other storage techniques has been published in [27] .
Several practical applications require adequate encryption for a low-power device. Babbage and Dodd [28] were the first to introduce the MICKEY 2.0 encryption algorithm. In the present study, we explored several applications for which this would be useful (see Section 3) .
As RFID tags are the preferred security system owing to their cost efficiency, they must be registered, verified, and updated to ensure their security [29] . In our system, an RFID tag can be authenticated without an internet connection by using a microcontroller, such as Raspberry Pi, which is connected to an RFID reader and a fingerprint scanner.
B. PHYSICALLY UNCLONABLE FUNCTIONS
An interesting area in the resource-constrained security study is in the field of physically unclonable functions (PUFs). For our current application, using PUF is not optimal because commercially available PUF devices are still sensitive to environmental factors. In extreme conditions, PUFs may provide inaccurate authentication. Since the eHealth scenario is specifically targeted for adverse conditions, we chose not to use PUFs in our design. Current research is showing promise in mitigating this issue [30] , [31] .
See Appendix C for more information on the potential for PUF in NFSDE.
C. eHEALTH
An important example application for RFID in the field of eHealth care involves monitoring students' performance in universities by linking the RFID with their health status. This includes their health records, medical history, and important health data, such as blood pressure and prescriptions [32] .
In cases of unreliable internet connectivity, attackers' threats can be more aggressive [33] , as the existing protocol needs to change to address the communication challenges and provide cryptographic methods that are tailored to the situation. Nevertheless, in their study [33] , they provide solutions within anonymous and untrusted networks, while our framework offers security when the internet connection is weak or does not exist.
To investigate the existing eHealth technologies in the IoT [34] , the authors stress the importance of policies and regulations in order to have secure communication, and they recommended more extensive research in this area.
For more information regarding improvements and challenges in security with the IoT, see [35] - [37] . 
III. OVERVIEW OF THE eHEALTH PROCESS
In this scenario (see Fig. 1 ), the patient (P) is given an RFID tag that can store approximately 4 kB of medical information encrypted with MICKEY 2.0. The information can be saved on a card or wristband worn by the patient or in the form of a key fob. The RFID tag must be cryptographically certified by the entity responsible for storing the medical records.
To create a patient tag, the record keeper (R) scans the patient tag to ascertain its unique ID, scans the patient's fingerprint for biometric validation, and then reads, encrypts, and cryptographically signs the medical data. Then, these data are written onto the patient tag.
The patient carries this tag in one of our previously discussed scenarios to ensure that, in case of a medical emergency, important medical data are readily available to medical care providers.
A provider (D) is any medical professional (doctor, nurse, EMT, paramedic, etc.) who would require rapid access to a patient's medical data (pre-existing conditions, allergies, etc.).
The provider requires an RFID tag that activates the reader and allows decryption of the patient data. The record keeper creates a provider tag by validating the provider's identity and authorization level. The provider supplies a personal identification number (PIN), which is used in the encryption of his or her card. The identity and authorization level are encrypted and then cryptographically signed by the record keeper. The encrypted identity, authorization level, and cryptographic signature are written onto the provider tag.
To access the medical record, an authenticated provider needs only scan the patient's tag and fingerprint, whereupon the device instantly displays the medical record. For authentication, providers need a hardware-encrypted USB drive, their own RFID card, and a PIN. The authentication process is similar to a debit-card-based purchase (extracting the card information by the card issuer for authentication during the payment process); however, it requires less time. This authentication process only needs to take place once per session. Fig. 1 shows the data provided by each of the parties (record keeper, R; provider, D, patient, P) along with the location of each data item. The record keeper (R) validates the provider (D) and stores the patient's (P) medical records and biometrics on the patient's RFID tag. The provider (D) will unlock the NFSDE with a PIN and his or her RFID tag. When the patient (P) has a matching biometric, the provider (D) will be able to read the patient's medical records with the NFSDE.
A. FRAMEWORK FOR THE MAJOR PROCESSES
In the following section, we describe the major processes in our eHealth system. Table 1 lists the notations used in this paper.
IV. PRACTICAL APPLICATIONS OF LOW-POWER CIPHERS
Due to cost or speed problems, the security features of many commercial RFID systems are disabled. Many researchers have been able to reverse engineer cryptographic algorithms and emulate communication protocols by using low-cost equipment [38] , [39] .
As stated previously [40] , for a long time, the false belief that security is impractical and our privacy is too expensive has created an adverse situation that has essentially impacted the entire world. The theories and practical suggestions presented in this paper show that privacy and security can be quick, inexpensive, and effective.
The eSTREAM ECRYPT project [12] was initiated to address the aforementioned problems. Because security involves more than just algorithms, we chose to define a complete system to demonstrate the security of a low-cost, low-power device.
We propose a standards-based device called NFSDE, which does not require an internet connection and allows sensitive information to be read from and written to an RFID tag in a secure manner.
The proposed system follows the current best practices of confidentiality, integrity, and availability [41] as well as the three A's of data security: authorization, authentication, and accounting. The system is proposed for use in situations in which 1) the internet must be avoided for security reasons or 2) the internet is unavailable (for example, in disasterprone or remote zones). We present a prototype of a device that 1) consumes low power, 2) is memory constrained, and 3) is slower than a conventional computer. These properties are ideal in emergencies or in situations in which a portable device is desired or power availability is unreliable. Adaptation of these features has caused early adopters to neglect security to the detriment of the online world [42] .
Most studies on low-power encryption seem to have focused on the automated tracking of objects, such as shipping containers, vehicles, and robots [3] . In this study, we focus on sensitive personal data; this necessarily adds complexity and criticality because of the involvement of additional human factors, including biometric reference capture and ''eyes-on'' validation of the patient's identity. Our device and processes require that time be spent ''up front'' to authorize and authenticate the RFID tags. However, the ''read time'' is very fast, and critical data can be accessed quickly in adverse situations, as demonstrated by our software emulator. As this is a standards-based device, we hope that it inspires people to consider the addition of security to their own lowpower projects or adopt these ideas and modify them beyond the scope of these examples.
We considered several scenarios, many of which are briefly outlined here. We finally settled on the eHealth scenario because it is highly sensitive and requires the most comprehensive security owing to privacy concerns, information criticality, and access speed. The proposed system handles the ''worst-case'' scenario for confidentiality, integrity, and availability without compromising a low-power environment.
A. SCENARIOS OTHER THAN eHEALTH
In this section, we discuss other possible scenarios for secure RFID applications and provide a relatively brief overview of each.
1) TWO-MAN RULE
In high-security situations, for example, when planning large corporate expenditures, it is often necessary for two employees to authorize an action [43] . This system would allow ''offline'' multi-factor enforcement of the two-man rule.
2) HUMAN COURIER SCENARIO
As the proposed device does not require access to the internet, it is suitable for securing data that should be isolated from hackers. This is especially appropriate when multiple people need to authorize access to an asset.
Parties requiring very secure communication commonly use human couriers rather than, for example, secure cloud-based information exchange. Although the parties involved do not wish to exchange sensitive data via the internet, the cloud can still be used for secure key exchange [44] .
Even if reliable internet connectivity is available, this technology can be used for out-of-band authentication. Other potential applications include multi-factor authentication, financial applications, such as ''smart wallets,'' cold storage of cryptocurrency keys, master encryption keys, secure data transport by military organizations, and high-security IT and research departments where it is necessary to control physical access to systems and equipment.
B. OTHER COMMON USES
The most common use of RFID tags is for tracking goods in transit and for compiling inventory. The encrypted information can be stored on the tracking tag. Our system is resistant to eavesdropping and side-channel attacks. In an IoT scenario, no unencrypted data need to be exposed.
RFID tags are also used to track animals [45] . Our proposed system can easily allow researchers or trainers to include sensitive data on a tag attached to an animal.
V. SOLUTION FOR eHEALTH
As shown previously, many practical applications require effective encryption for low-power devices. Frequently, cost is the driving factor; however, another more important consideration involves situations in which internet availability is unreliable or nonexistent. In such a case, critical data would need to be locally available, secure ''at rest,'' and accessible by low-power devices. Encryption is an absolute necessity for personal identifiable information (PII) and sensitive data, such as medical or financial data. Readers interested in the PII application, especially with respect to eHealth, may refer to [46] .
Notably, once a sufficiently secure low-power algorithm has been developed, no other major innovation is required for security and privacy.
One of the principles of ''privacy by design'' is that privacy is not a zero-sum game [40] . In other words, technical limitations cannot be an excuse to compromise on privacy. As stated in Section III, the proposed system implements the three pillars of security: confidentiality, integrity, and availability (also known as the CIA triad). The third pillar, ''availability,'' is especially significant, as it specifically makes critical data available in situations in which it would not be otherwise available. Thus, it would be considered a component of ''Security in Depth'' [47] . In addition to the CIA triad, our proposed system implements the three A's of data security: authorization, authentication, and accounting'' [48] . Our example demonstrates that technical limitations do not necessarily have to be the cause of security limitations.
Security is important even when communication and/or power availability is unreliable, such as in remote areas and during disasters as well as during infrastructure upgrades or technical failures. Low power, encrypted data storage solutions can be critical in such situations.
In this study, as an example of the application of our proposed system, we consider a scenario in which important medical information must be carried by a patient. In this scenario, the internet and wireless communication are unreliable. This could include cases involving remote areas without internet or a disaster situation where communication infrastructure has been damaged. Presumably, in these situations, the battery life of an active device, such as an RFID reader, would be critical, as the ability to recharge would be restricted. In remote hazardous areas, workers or security forces may find themselves in sudden need of medical attention. Immediate access to critical medical information might help save lives.
This system was designed for situations (such as medical emergencies) in which delayed access to sensitive and secure data would be highly undesirable. Therefore, a large amount of time is expended by our processes ''up front'' to prepare the data and perform authentication and authorization. However, when the data need to be accessed, our processes are designed to be fast and reliable. Authentication and authorization require only a few seconds. This is partly because the keystream generation algorithm (MICKEY 2.0) is relatively fast and partly because we attempted to reduce the number of steps necessary to access the reader without compromising security.
We used MICKEY 2.0 in the demo system. We expect the process to be valid for other lightweight stream ciphers such as Trivium and Grain. Any attack would be unsuccessful because the keys and IVs are protected with physically secure devices (USB).
VI. DEVICE (NFSDE)
In this section, we describe the components of the device required by a medical practitioner to read the medical records securely and quickly.
The selected components can suitably implement the features of our NFSDE system (note that the system can utilize other similar components). Our selections were made on the basis of the performance and cost effectiveness of the prototype and proof of concept. As these are standard-based ''off-the-shelf'' components, superior (and expensive) components may be readily available for practical use in harsher environments. Fig. 2 shows the components that could be used in a practical prototype.
A. SECURE USB DRIVE
The fundamental problem associated with encryption is the retention and delivery of the encryption key(s). A typical storage device is fundamentally insecure because gaining access to the device (either directly or by using a side channel) could reveal all the keys. As the scenario assumes the unavailability of an internet connection, a strictly cloud-based key storage solution (such as the AWS Secrets Manager) would also be unacceptable.
The second problem to be addressed is the signing of each tag in a manner that is guaranteed to have been authenticated by a record keeper. This requires a secure and low-power method of signing the tags without exposing the shared authentication value to be created. In more resourceintensive systems, this is accomplished by way of public-key encryption. However, in a resource-constrained environment, an alternative to a public key is desired.
The two aforementioned problems could be solved by the use of a hardware-encrypted USB. A secure drive (SD) can be encrypted and decrypted using a local access key and is inexpensive (a USB-type SD with AES and 256-bit encryption costs approximately US$ 14 [49] ).
Note that procedures and policies should be in place to ensure that the storage keys in the SD are separated from the reader when the reader is not in use. In addition, the SD must be regularly re-encrypted at scheduled intervals. The regular rotation of keys and re-encryption of the SD could mitigate side-channel attacks, such as differential scans and algebraic and statistical attacks, as other keys are not affected when one key is compromised.
A practical option for the SD is the device manufactured by STNTUS INNOVATIONS: A USB drive with a storage capacity of 16 GB is more than sufficient for most purposes. The device uses AES 256-bit encryption, and its major advantage is that it performs all encryption and decryption tasks within the device. Therefore, ensuring interactivity with the operating system to guarantee confidentiality is unnecessary. A time-based list for keys is contained in this type of device, making it possible for any new key to be added to this list.
EEPROM: Researchers have argued as to why EEPROM [50] cannot be used in place of a secure USB drive. Presumably, the EEPROM would be ''in the box'' rather than an external device. If not an EEPROM, perhaps a physically unclonable function (PUF) [30] , [31] , could be used.
The disadvantage of EEPROM or a PUF is that it eliminates the security provided by a separately encrypted device for key storage. First, EEPROM makes a system vulnerable to side-channel attacks [51] . Second, it eliminates the ease of separating the keys from the device in the field [52] . Presumably, EEPROM or a PUF would need to be installed by a technician, making key updates and rotations slow and inconvenient. Thus, even encrypted EEPROM or a PUF is, at best, an inelegant approximation of the physical USB key.
B. RASPBERRY Pi
Raspberry Pi [53] is an effective, inexpensive, single-board PC (a full computer rather than simply a CPU). We found that Raspberry Pi is considered a lower power, readily available device for resource-constrained environments [54] . Specifically, Raspberry Pi is used in resource-constrained cryptographic and blockchain resource experiments [55] .
Although we chose off-the-shelf commodity components, the protocol itself does not require the full power of Raspberry Pi. The protocol requires only simple shifts and XORing and a few ANDs. Raspberry Pi also contains standard drivers for the RFID readers and fingerprint scanner, as well as the display driver. This design evolved on the basis of the total cost of the system we evaluated. We chose to concentrate on the higher cost items (the device, SD, and fingerprint reader) because in a single device fewer of them were required, at most one per provider. RFID tags are typically cheaper per unit than CRFID tags. Since one tag is required per patient, the total cost of implementation was likely to be lower with a large number of patients.
Raspberry Pi has sufficient processing capacity to handle decryption, an RFID reader, and a fingerprint scanner. We recommend ''Adafruit PiTFT (320×240, 2.8'') as a practical choice for the display because it facilitates touchscreen input [56] , [57] .
C. HAMSTER PRO 10
This device can create a 500-byte (ISO/IEC 19794-2 standard) template, which is sufficient for use. An example of the device is Precise Hamster Pro 10, which is a new portable fingerprint reader with adequate performance for reading a patient's fingerprint. The major benefit of this product is that it allows the fingerprint design template to be consistently stored within 500 bytes [58] .
Hamster Pro 10 can determine whether a fingerprint scan matches the reference template. As biometric data are ''fuzzy,'' some tuning is typically required. If recognition tuning is ''strict'', fewer false acceptances but more false rejections would be observed. If recognition tuning is ''relaxed'', there would be more false acceptances but fewer false rejections. In medical applications, acceptance tuning should be looser than normal.
Additionally, the application can be modified to accept multiple-finger enrolment if the primary finger is injured. Note that each reference template consumes an additional 500 bytes on the RFID card.
Finally, although any biometric could be used, fingerprints were selected because of the matching speed and well-defined standards for fingerprint matching.
D. MFRC522
This is a very inexpensive RFID reader and is an adequate choice for a functional prototype. Its major feature is its ability to perform read and write operations on the MIFARE standard card [59] . A production model may require a more robust (but functionally identical) board.
E. TAGS
We selected the 4K MIFARE [60] contactless smart card for implementation in the RFID tag. In certain scenarios, a wrist tag would be suitable, whereas in others, an ID card would be a more appropriate choice. Other forms of the RFID tag may be used for specific patients: the tag IDs could possibly be incorporated into a necklace or key fob. A distinctive MIFARE tag ID can be specified by a particular provider, and any functionally identical tag can be utilized.
One possibility was to use CRFID tags with PUF features for patient or provider tags [30] . One of our goals was to keep the cost lower at scale. We presume that adding CRFID for each patient would raise the overall cost of implementation for a large number of patients.
VII. TAG CREATION AND IMPLEMENTATION PROCESS
In this section, we provide details of the tag creation process for both provider and patient, together with an explanation of the implementation processes.
The MICKEY 2.0 algorithm is used for two distinct purposes within the provider tag. The first use of MICKEY encryption on the provider tag is to encrypt the ''provider identity'' and the ''authorization'' fields. The usual presumption is that a medical practitioner requires access to only a portion of the patient's data. When the authorization field is decrypted by the NFSDE reader, the software within the NFSDE device is programmed to display only the data that the provider is authorized to view based on the value of the authorization field.
IV d, which is the IV for the provider, is unique to the provider and the RFID tag and is computed by creating a hash of the provider's selected PIN and unique tag ID. Additionally, the secret key K 0 is also used. K 0 varies over time. MICKEY, IV d and K 0 are used to encrypt the authorization and identity information before it is stored on the tag.
After the data are encrypted, a 32-bit cyclic redundancy check (CRC) [61] is computed for use in the next phase.
Although 32 bits are not sufficiently strong to create a cryptographically secure hash, it could be used to resist a collision attack [62] . We address this limitation by encrypting the hash with MICKEY.
The process of decryption with MICKEY 2.0, K 0 , and IV d follows that of activating the reader.
The second purpose of the MICKEY 2.0 algorithm is authentication. One of the pillars of data security is ''integrity.'' It is important to know that the data are obtained from the expected source and that they have not been tampered with. As the environment is resource-constrained, lightweight signatures must be utilized without compromising the integrity. To ensure that the data have not been tampered with, we use a 32-bit CRC of the encrypted authorization data. To ensure tag authenticity, we use a second 32-bit CRC of the string ''shared salt'' + IV 0 + unique ID + KTI (key time index).
We authenticate the authorization using unique aspects of both entities to assure that ''a specific tag'' has been authorized by ''this record keeper.'' The IV rd IV is created by hashing a secret IV 0 and the unique RFID tag ID. This IV rd is unique to the tag and the record keeper. In addition, a secret key K 1 is used. IV 0 and K 1 vary over time, as indexed by the KTI. The 32-bit CRC of the encrypted authorization is concatenated to a signature consisting of a 4-byte (32-bit) CRC of a ''shared salt'' + IV 0 + the unique ID + KTI. This signature string is sealed from tampering by encrypting the concatenated string with MICKEY, IV rd and K 1 , which has two effects. The first effect is data integrity, in which the first CRC assures the integrity of the identification and authorization fields, whereas the second CRC assures the integrity of ''THIS tag'' and ''this record keeper.'' By using two lightweight functions, the record keeper can authenticate the integrity of the authorization. This signature string is stored in a particular data field on the tag, and the two CRC values assure the integrity of all the important fields on the tag, thus providing low power [1] , [63] but effective defence against tampering.
When the tag is read by the NFSDE device, the signature is decrypted with IV rd and K 1 and then compared against the expected value of the CRC (''shared salt'' + IV 0 + unique ID + KTI). Additionally, the CRC of the encrypted authorization is calculated. The tag is considered genuine if the decrypted field matches both CRC calculations.
2) CREATION STEPS AND SCENARIO
Typically, the creation of an RFID card to activate the NFSDE device would be part of the ''on-boarding process'' when a medical provider (paramedic, nurse, EMT, doctor, etc.) joins an organization. The ''record keeper'' might be an employee in the HR department. Fig. 3 shows the process for creating a tag for a medical provider. The authentication process is as follows. 1. Interaction between the provider (D) and record keeper (R), including validation of the identity and authorization of the provider to view specific medical information, as seen in Fig. 3(a) . 2. A PIN is entered by the provider as shown in Fig. 3(b) .
(see Step 4 for use of the PIN). 3. The card with the unique tag ID is read and recognized by the RFID reader, as shown in Fig. 3(c) . 4. The PIN and the unique ID on the card are hashed for the creation of a unique IV d (IV d = h(PIN,ID)). 5. Identification and authorization are encrypted using the MICKEY protocol with K 0 and IV d . 6. The current KTI is written onto the RFID tag by the RFID writer, as shown in Fig. 3(d) . 7. The encrypted identity and authorization fields are written onto the tag by the RFID writer, as shown in Fig. 3 (e) 8. A CRC hash of the encrypted field is calculated to detect whether the data have been tampered with. 9. The authentication field is encrypted via MICKEY using the two CRC values described earlier to assure both authenticity and tamper resistance. 10. The authentication field is written onto the RFID tag by the RFID writer. The patient tag contains important medical data of the patient and could be useful when the patient is in a location where wireless connections are not available, such as in a remote area or a disaster situation. The utilization of MICKEY 2.0 has four distinct purposes within the patient tag. Its first purpose is to assure that ''THIS Tag'' has been authorized by ''THIS record keeper'' by using unique aspects of both entities. The IV rp is created by hashing a secret IV 0 and the unique RFID tag ID. This IV rp is unique to the tag and the record keeper. Additionally, a secret key K 1 is used. K 1 varies over time. K 1 is stored on the SD and indexed by the KTI, which is stored in a field on the patient tag.
The second purpose of MICKEY 2.0 is the encryption of the fingerprint reference data. General data protection regulation (GDPR) requires that biometric data be considered PII for privacy purposes. When the tag is created, the ''reference fingerprint'' is scanned and summarized in a 500-byte ISO/IEC 19794-2 fingerprint template [64] . This template is encrypted with MICKEY, IV rp and K 1 and stored on the RFID tag.
The third purpose of MICKEY 2.0 is the encryption/decryption of medical data. The IV P must be unique to the patient and the tag. IV P is computed from the 500-byte unencrypted reference fingerprint template and unique tag ID. Additionally, a secret key K 0 is used, which varies over time and is indexed by the KTI. MICKEY, IV P , and K 0 are used to encrypt the medical information before the data are stored on a tag. After the medical data are encrypted, a 32-bit CRC hash is computed for the next step.
The fourth purpose of MICKEY 2.0 is authentication. Two CRC values are calculated: one for the encrypted medical data and another for the authentication string (''shared salt'' + IV 0 + unique ID + KTI). These two fields are concatenated and encrypted with MICKEY, IV rp , and K 1 .
After the tag is validated as authentic, IV rp and K 1 are used to decrypt the reference fingerprint template. The IV P hash is computed from the reference fingerprint template and the unique tag ID. The fingerprint scanner compares the reference fingerprint to the recently scanned fingerprint. If the fingerprints match with respect to the ISO standard, the medical data are decrypted and displayed to the provider.
The following steps describe the process for creating a patient tag. This would typically happen when the user ''checks out'' of the hospital or clinic.
The steps required for the creation of a patient tag along with its activation are depicted in Fig. 4 (details of these steps are provided in appendix A).
1. The patient presents himself or herself to the record keeper, who verifies the patient ID (i.e., patient checkout by hospital), as shown in Fig. 4(a) . 2. Data are retrieved following the verification of the personal ID, as shown in Fig. 4(b) . 3. The fingerprint of the patient is scanned, as illustrated in Fig. 4(c) . 4. The record keeper verifies the biometric ID. 5. If the biometrics match those of the patient, the fingerprint is summarized with the ISO/IEC 19794-2 fingerprint template. This is the ''reference'' fingerprint, as shown in Fig. 4(d) . If they do not match, the organization takes appropriate steps, which may include registering the patient. (See detailed diagram, Appendix A) 6. RFID reader scans the unique tag ID; IV P is created (IV P = h(TagID,b), where b = Fingerprint (IV P )). See Fig. 4 (e). 7. K 0 and IV P are used along with MICKEY to encrypt the medical data. 8. A CRC hash is computed for the encrypted medical data. 9. The fingerprint template is encrypted using IV rp and K 1 for GDPR: Practitioner (GDPRP) [65] , checked for compliance, and written onto the RFID tag (IV rp = Hash(Tag ID, IV 0 )).
A CRC is calculated for the string ''shared salt''
+IV 0 +unique ID+KTI. This is concatenated to the previous CRC, encrypted, and written onto the tag, as shown in Fig. 4(f) . 11. The current KTI is written onto the tag.
C. KEY GENERATION, STORAGE, AND DISTRIBUTION
The NFSDE device requires two IVs and two keys: IV 0 is used to generate one of these IVs, and the values must be changed periodically. The scheduling of this change depends on the administrative policy. Each set of keys and IVs (IV 0 , K 0 , K 1 ) must be randomly generated on schedule and assigned a KTI. The protection of these three values is paramount to device security.
When a new set of keys and IVs is generated, the updated values must be written onto the SD, as shown in the example in Table 2 .
The ''current'' KTI is written onto the tag, and the KTI is used to look up appropriate keys and IV 0 at the time of authentication and decryption.
D. COMMUNICATION
Communication between the provider and the record keeper consists of two parts: 1) the initial creation of the provider's tag ID and 2) the regularly scheduled update of the SD containing the new KTI, the set of keys, and IV 0 . The scheduling of the update is a matter of policy, but for pragmatic purposes, all SD updates should occur before the new key sets are used to encrypt the patient data.
Communication between the patient and record keeper occurs initially and whenever the tag needs to be updated. For practical reasons, it would be less expensive and more secure to issue a new tag to the patient whenever the records are updated. The old tag should be completely destroyed in a cryptographically secure manner.
The record keeper has the following functions. The medical record keeper would be granted authorization to access the patient record database and provider record system.
E. KEY ROTATION
The basic and essential features of the system security depend on the use of a secure physical device for the key. The key should be rotated regularly according to a specific schedule.
The key file storage can be based on an encrypted cloud location (i.e., AWS secrets management system), and the key access can be out of band. The authorized medical provider can obtain the key file from the cloud and store it in the secure USB drive.
F. DEVICE ACTIVATION (UNLOCK)
The NFSDE device must be activated (unlocked) by an authorized medical practitioner to read the patient data. Fig. 5 illustrates the process of unlocking the NFSDE device.
The provider has his/her own unique RFID tag, which is cryptographically signed by the record keeper. The provider also carries a secure USB drive containing the time-indexed keys and IV 0 .
The provider should also provide his or her own PIN to unlock the device. Fig. 5 illustrates the unlocking process. The NFSDE activation (unlock) steps are as follows. 1. The provider (D) enters the password in the secure USB drive, which is connected to Raspberry Pi in the NFSDE device. This entry is required only once per session. See Fig. 5(a) . 2. Fig. 5(b) shows that after the provider scans the RFID tag, the device validates whether the tag belongs to the provider and if it has a correct KTI. 3. The NFSDE device validates the authentication by reading K 1 and IV 0 from the SD. It creates IV rd (IV rd = h(IV 0 , provider UID)), and by using MICKEY, K 1 , and IV rd, it decrypts the signature and validates the authentication code and CRC. 4. If the tag is authentic, the provider enters his or her PIN, as shown in Fig. 5(c) . The NFSDE determines the authorization level by decrypting the identity and authorization fields by using MICKEY, IV d (IV d = h(unique ID, PIN)), and K 0 . 5. The device is now ready to display the data that the provider is authorized to view. (The actual process of unlocking is very similar to an ATM withdrawal.) Fig. 6 illustrates the process of using the NFSDE device. 1. The patient RFID tag is scanned, as in Fig. 6(a) . 2. The reference fingerprint is decrypted (IV rp , K 1 , MICKEY) and provided to the fingerprint scanner, as shown in Fig. 6(b) . 3. After the patient's fingerprint is scanned, if the fingerprint matches, the reference fingerprint, the decryption of medical data commences, as seen in Fig. 6(c) and (d). 4. IV P is computed as IV P = h(reference fingerprint template, unique tag ID). Then, IV P , K 0 , and MICKEY are used to decrypt the medical data. 5. The device displays the medical data appropriate to the authorization level determined during device activation, as shown in Fig. 6(e ) and (f).
G. PROCEDURE FOR READING THE PATIENT MEDICAL RECORD

H. NFSDE EMULATION
We created a C-language software emulation of the NFSDE device to demonstrate the major processes and components, VOLUME 7, 2019 as shown in Fig. 7 . The major components include a single card computer, an SD, a fingerprint scanner, an RFID reader, and an RFID writer. The major processes include the creation (and encryption) of both provider and patient tags, authentication of these tags, activation of the device by the provider, decryption of medical data, and display of medical data to the provider. The device-level access is logged (for accountability purposes) in a file called device-log.txt. If the emulator creates both patient and provider tag facsimiles, the process will not be logged because, in reality, this would be performed on external systems, which presumably have their own logging processes. The ISO/IEC fingerprint template occupies 500 bytes. We used three files of 500 hex bytes each to emulate the fingerprint scanner. Each file represents a person's ISO/IEC fingerprint template. These values were random, and no attempt was made to actually emulate the referenced ISO/IEC standard. An important aspect of the emulator is the number of bytes; therefore, the size of the RFID data structure should be correct, and the encryption speed measurements should be accurate.
We used normal file operations (fread, fwrite) to emulate the RFID tag reader and writer. In addition, we created data structures that would be compatible with the 4K MIFARE standard. These data structures were written to be read from a normal file.
Furthermore, we created a command line program that includes the following options: (1) create patient tag, (2) create provider tag, (3) activate reader, (4) read patient tag, (5) unlock secure drive, and (6) change key number (time stamp emulator).
Each option prompts input during component emulation. The logic within each process follows the steps previously enumerated. All the aforementioned enumerated functions are performed or simulated.
I. TESTING AND RUNNING THE EMULATOR
The emulator functions as a command line program that displays a numbered menu. Each menu item represents a step in the creation or authentication process. See Appendix C for the menu details.
Appendix B, gives step-by-step instructions on how to run the emulator.
J. EMULATOR TEST RESULTS
We tested our process using the emulator. To reiterate, the unlock time occurs once per session (perhaps the beginning of a shift). Other than the manual keying time, which, of course, varies from person to person, our emulator shows that the actual authentication processing time is a matter of milliseconds.
The following Tables (3 and 4 
) show our results:
As is intuitively obvious, the time bottleneck is the speed at which the human can type, scan, etc. rather than a technical limitation.
VIII. ATTACK ANALYSIS
In our scenario, we used MICKEY 2.0 to encrypt five values on two types of RFID tags. (1) The system encrypted the identity and medical data of the patient (P). (2) A reference fingerprint template, which was separately encrypted, was stored on the patient's RFID tag. (3) The authentication signature provided by the record keeper (R-P) on the patient's tag was encrypted.
The fourth and fifth encrypted fields were on the provider's (D) tag. (4) The system encrypted the identity and authorization level of the provider (D). (5) Finally, the encrypted field showed the authentication signature provided by the record keeper (R-D) on the provider's tag.
From a pragmatic perspective, each attack analysis must address any unique feature in the nature of each of the five encrypted values.
To encrypt these five fields, we require three secrets: IV 0 , K 0 and K 1 . IV 0 is specific to the record keeper (R). As long as all three secrets are protected, the system is secure from common attack scenarios. Additionally, two non-secret parameters are required as IVs for the patient and provider (IV P and IV d, respectively). By using different keys, different IVs, and three secrets, we showed that the discovery of a single secret does not result in the discovery of the other secrets.
The following methods were used to compute the IVs.
• IV rd = h(IV 0 , provider tag unique ID): This is used to encrypt/decrypt authentication (R) for the provider.
• IV rp = h(IV 0 , patient tag unique ID): This is used to encrypt/decrypt authentication (R) for the patient and the reference fingerprint.
• IV d = h(PIN, provider tag unique ID): This is used to encrypt/decrypt the identity and authorization level for the provider.
• IV P = h(reference fingerprint template, patient tag unique ID): This is used to encrypt/decrypt the medical data.
The following keys are used for encryption/decryption:
• K 0 -For the provider: used to encrypt/decrypt the identity and authorization level (with IV d ).
• K 0 -For the patient: used to encrypt/decrypt medical data (with IV p ).
• K 1 -For the provider: used to encrypt/decrypt authentication data (With IV rd ).
• K 1 -For the patient: used to encrypt/decrypt the reference fingerprint template and authentication data. (With IV rp ).
A. KNOWN PLAINTEXT ATTACK
A known plaintext attack occurs when an attacker has access to both the plaintext message and the ciphertext of the same message. The attacker then attempts to derive the key from the relationship between the plaintext and ciphertext [41] , [68] . In general, obtaining the ''known plaintext'' for any field on any tag would be nearly impossible if the attacker did not already possess the plaintext information. The MICKEY cipher is designed to prevent the attacker from deriving the key/IV pair from the keystream [16] , [28] .
For example, a patient who is allowed to know his or her own plaintext data could at best derive the keystream of his or her own data. As this keystream is specific to a patient's tag and biometrics, it provides no information about another patient's (or provider's) keystream. Finally, even though the patient can legitimately compute his or her own IV P , the MICKEY 2.0 algorithm does not allow the derivation of the secret key from a known IV/plaintext [69] . This is true for all other combinations. No plaintext related to the authentication fields can be known; all encrypted values are hashes and not actual values.
In the case of the fingerprint template, which follows the ISO template standard, no two scans are identical, and therefore retrieving a known plaintext of the reference fingerprint is not feasible; even if it could be retrieved, the MICKEY 2.0 algorithm would not allow the derivation of keys and IVs from a known plaintext.
B. BRUTE FORCE ATTACK
In our case, a brute force attack would be a trial-and-errorattack strategy in which the keys and IVs are ''guessed'' by the attacker.
In our system, IV 0 , K 0 and K 1 are unknown or ''secret.'' These secret values are stored on a hardware-encrypted SD.
To perform a brute force attack, an attacker would need to emulate the SD with a computer [41] . Assuming that the attackers possess a legitimate tag and legitimate fingerprint scan, they would need to generate three 80-bit values correctly (IV 0 , K 0 , K 1 ), i.e., 240 bits or 2 240 . Even if this were successful (this is not feasible), it would only compromise the values for one KTI. Therefore, a brute force attack is not truly feasible.
C. CHOSEN IV ATTACK
In a stream cipher, an IV is typically used to seed or initialize a pseudo-random function to generate a key stream. The use of the same IV for generating multiple key streams is considered unsafe. In a chosen IV attack, this ''unsafe'' behaviour is exploited by repeatedly using an IV of a known value to compute the value of the secret key. The MICKEY family is vulnerable to a chosen IV attack [70] . In our proposed system, we mitigated this risk by disallowing the choice of an IV. As noted earlier, there are four separate IVs. All the IVs are computed by hashing known immutable values. IV d and IV P use the unique ID of the RFID manufacturer. In the case of IV rp and IV rd, a secret value (IV 0 ) is also part of the hash. Thus, it is simply not possible to ''Choose'' an IV, as this would degrade into a brute force attack because of the presence of data integrity features (hash signatures).
D. TWO-TIME PAD/REUSE KEY
The two-time pad attack (also known as a reused key attack) [71] is possible if an attacker intercepts two ciphertext messages encrypted with the same key. The attacker performs an XOR operation on both ciphertext messages followed by a frequency analysis.
For the MICKEY 2.0 stream cipher, the key is ''shuffled'' with the IV such that each key-IV pair provides a unique key stream.
In our system, we use four unique key-IV pairs for five encrypted fields. Furthermore, two keys are rotated (using KTI) over time. Four separate IVs are used (two for each type of tag). Each IV is generated using at least two authentication factors. In the case of the provider, this is classified as ''something you have'' + ''something you know'' (RFID tag + PIN). In the case of the patient, this is classified as ''something you have'' + ''something you are'' (RFID + biometric).
Additionally, three of the five encrypted fields are not subject to frequency analysis. The authentication fields are hashes. One of the encrypted files on the tag is a biometric template. As frequency analysis is not possible for biometric and hash fields, the ''reused'' key pair encrypting the authentication and biometric fields on the patient tag ID implies that it is not vulnerable to a reused-key attack.
E. DoS ATTACK
In a DoS attack [22] , the attacker creates a situation in which a system cannot be used for its intended purpose by authorized users in a timely manner.
Our device assumes that no internet connection is available; thus, any DoS attack would require physical proximity to the device. Two options exist for a DoS attack on this device: 1) overwhelming the device with EMF interference from a nearby source and 2) physically damaging or disabling the device. In a production device, adequate shielding should be used to mitigate EMF-style attacks or interference. In actual use, the physical security of the device and its components (such as the SD) should be a matter of policy and enforcement.
F. INSIDER ATTACK
In an ''insider attack,'' an authorized privileged user deliberately uses a system in an unauthorized, malicious, or unintended manner [72] . Our system has two types of ''insiders'': the provider and the record keeper.
Because an authorized user necessarily has access to view and manipulate data, technical controls alone cannot prevent this type of attack. We provide nonrepudiation in the form of logging. The device logs activity and access by the provider, which conforms to the ''accounting'' principle in the three A's of data security. Thus, while a provider might abuse the ability to access a device, he or she would not be able to repudiate (deny) his/her activity.
The creation of the tags and distribution of the keys by the record keeper requires similar logging for nonrepudiation. Additionally, if a cloud system were used to update the SD, a secure system, such as the AWS key management system, should be used.
G. IMPERSONATION ATTACK
An impersonation attack [73] occurs when an attacker attempts to assume the identity of an authorized user for accessing the system.
The system includes three authorized roles: the record keeper, provider, and patient.
As the record keeper creates the keys and manages the tags as part of his or her daily routine, the tag-creation software
and key-update software should be implemented within the security guidelines currently established by the organization.
The resilience of the device against an impersonation attack is assured by means of multi-factor authentication. For the provider, this is termed ''something you have'' (the RFID card) and ''something you know'' (the PIN), whereas for the patient, this is termed ''something you have'' (the RFID card) and ''something you are'' (the biometric fingerprint scan).
H. MAN-IN-THE-MIDDLE ATTACK
A man-in-the-middle (MIM) attack [74] occurs when the attacker secretly interposes between the sender and receiver and intercepts secret information (typically the keys). Our system requires a physical device to store and use the encryption keys.
An MIM attack can occur when the record keeper delivers the SD to the provider. Two types of controls need to be in place to mitigate this threat. 1) Administrative processes should be in place at the record keeper's facility to assure that only authorized personnel have access to the SD, and 2) physical forms of protection such as locks, robust boxes, or similar arrangements should be in place at those facilities.
If the SD were to be updated using cloud technology, a secure-key delivery system, such as the AWS Secrets Manager, would have to be used.
In addition, an MIM attack on the actual device is not feasible, as the SD is physically connected to the remainder of the system.
I. SIDE CHANNEL ATTACKS
A side channel attack [75] uses system features or weaknesses (hardware and/or operating system) rather than the features or weaknesses of the encryption algorithm to derive or extract secret information.
1) DIFFERENTIAL POWER ANALYSIS
A common side channel attack for embedded systems, such as ours, is the differential power analysis attacks (DPA) [76] , which statistically analyses the power used in a device to attempt to derive the secret keys. This is especially effective when a secret key is stored within the device. When a device accesses the portion of memory (or EEPROM) that contains the secret key, it is possible to ''read'' that key using DPA.
Because DPA is a statistical method, it requires a sufficient number of data samples. This implies that long-term physical proximity to our device would be required. The threat of DPA is mitigated in our system by using an externally encrypted device on which the secret keys are stored and by using key rotation to avoid having the same key sets together.
2) CHALLENGE/RESPONSE ATTACK
An RFID-specific side channel attack has been demonstrated in [77] . This attack entails carrying out a correlation power analysis in the presence of the RFID field to break into the standard ''challenge/response'' protocol used by many RFID systems.
Our system does not use a ''challenge/response'' protocol. The keys are not transmitted via RFID but are physically connected to the system. Additionally, the authentication data stored on the device are not a response to a challenge but an encrypted hash. Thus, our device is not vulnerable to this type of side channel attack.
IX. OBSERVATION AND OVERALL ANALYSIS
Early adopters of the IoT and RFID discovered that low-power devices have inadequate security [1] We propose a low-cost, standards-based system that remains secure in worst-case scenarios in which access to low power, secure systems capable of operating without the internet or other connections are required. Our solution includes key-management and key-update solutions for a secure RFID reader that is neither dependent on the internet nor on wireless communication, as discussed in subsection A below. Specifically, we proposed and emulated an example of a reallife application for patients located in areas without reliable communication (including Wi-Fi, internet, 4G, or 5G networks), in emergency situations, and in remote areas. This system can provide access to patient health records under adverse conditions. The proposed system provides a lowcost, reliable, and secure solution to the CIA triad normally provided by a PKI. By adopting a fundamentally different approach and using software and off-the-shelf hardware, we avoided a more expensive ''custom-hardware'' asymmetric solution [10] , [11] .
A. MULTI-FACTOR AUTHENTICATION WITHOUT CONNECTIVITY
Our approach is a combination of ''something you know'' (i.e., a PIN and SD passcode), ''something you have'' (i.e., an RFID card and SD) and ''something you are'' (i.e., biometrics). In traditional key management, the entire key is stored on ''something you have'' (i.e., a data drive with the shared key) or is ''something you know'' (a password or PIN). When the keys are changed, the key must be transmitted and stored, or the password or PIN must be entered. The key and PIN must be defended from interception. Instead of using public-key encryption in NFSDE, we mitigate this vulnerability with the SD. The SD does not contain the entire set of required keys but instead contains the parameters used to compute the keys. These parameters are secured by a passcode that can be unique to each SD. It is not unreasonable to expect a health service provider to show due care in protecting the SD or to have it updated on a schedule. Updating the parameters on the SD is a matter of administrative procedure, rather than a technical challenge. The SD could be updated by taking it to a secure facility or by using a secure system such as the AWS Secrets Manager. A debit-card-like distribution system could be used where the SD is physically delivered in one package by a courier and the passcode could be delivered electronically using a service such as ''One Time Secret'' [78] . In any case, the administration is no more complicated than any other key distribution system.
Before the private data are accessed, a total of six factors must be mutually authenticated, and all three types of factors are used at least once: something you have -the patient RFID card, the provider RFID card, the SD; something you know -the provider PIN, the SD card passcode; and something you are -the patient biometric. The decryption keys are not available until all factors have been presented and mutually authenticated. In other words, even if the SD is compromised, access to private data is not possible without four other authenticating factors. Therefore, using the SD to store parameters is more secure than traditional key distribution and no more complex than obtaining a debit card with a new PIN.
B. PRIVACY BY DESIGN
The fourth principle of privacy by design [40] is that privacy should be ''integral to the system, without diminishing functionality.'' A functional requirement in emergency situations is rapid access to critical data. Thus, we designed and emulated a system in which authentication, access, and accounting are no more complicated than withdrawing cash from an ATM. In addition, we were able to mitigate or eliminate known cryptographic attacks by using the principles of security-in-depth [47] .
By using lightweight keystream-based cryptography and a low-cost, reliable, secure key distribution system, our system was able to achieve the CIA triad in a worst-case life-anddeath scenario.
C. KEY DISTRIBUTION WITHOUT CONNECTIVITY
A customary solution for key distribution is public key encryption. Typically, public key encryption is used for authentication, confidentiality, and integrity; this requires a PKI (typically, connectivity is required for access to a certifying authority) and significant CPU power, both of which are absent in our scenario. Therefore, we achieved authentication, confidentiality, and integrity without PKI by using the MICKEY 2.0 stream cipher, hardware-based security, and unique processes. Our novel approach to achieve this is to compute each of four IV-key pairs by using a combination of hardware-secured values, shared values, and embedded RFID tags.
In conventional symmetric cryptography, it is necessary for the sender to create a key and transmit it to the receiver. The number of keys required is known to be n(n − 1)/2, where n is the number of parties that need to communicate. The risk of the key being intercepted by a third party and the requirement of creating a unique key for each sender/receiver pair is known as ''the key distribution problem'' [44] .
Suppose Alice, Bob, Charlie, and Dave want to exchange secure messages, in which case six keys would have to be created. Each key must be transmitted from the sender to the receiver such that an enemy, say Eve, does not have the opportunity to copy or intercept the key. The key-distribution problem to be solved is two-fold: 1) how does Alice create unique keys for Bob, Charlie, and Dave? 2) How does she transmit those keys to Bob, Charlie, and Dave without Eve intercepting them?
We solved the key-distribution problem and implemented the principle of security comprehensively [47] by utilizing a separately encrypted off-the-shelf hardware device in which to store the key parameters that are used to compute the shared symmetric key for each sender/receiver pair. The attack analysis showed that this same solution mitigated common RFID attacks.
As the device is designed specifically not to connect to the internet, it can also be used for out-of-band authentication (and possibly authorization).
Our sample application is intended to inspire advances in eHealth technology. Furthermore, the low power, highquality encryption we propose would be especially applicable to IoT security as well as security in general.
X. CONCLUSION AND FUTURE WORK
Owing to the rapid growth of RFID technology and its applications, meeting security-related needs in this field remains challenging, especially when the internet connection malfunctions or is unavailable. In response, we developed an NFSDE device with a secure protocol to enhance security in general and RFID technology in particular.
Previously, others solved the problem by using customdesigned hardware chips rather than using a software solution. Our NFSDE device takes a fundamentally different approach by using custom software and off-the-shelf hardware, thereby enhancing its flexibility and affordability by allowing the use of standardized hardware.
The protocol and its system provide a framework for RFID security, as demonstrated by developing a prototype eHealth application, and it is likely to be feasible for other applications. Moreover, we described the software emulation of the NFSDE device and the MICKEY 2.0 cipher implementations for encryption in addition to testing procedures such as tag identification, fingerprint scanner emulation, and unlocking a device by a medical provider. This software emulation provides a framework for device functionality, security, and confidentiality. Our protocol can be implemented using different lightweight ciphers, and reduced versions of other ciphers, such as AES, may be suitable for RFID technology. Consequently, future research on this topic could focus on the following:
1. Implementing the NFSDE device with the protocol in applications other than eHealth; 2. Designing housing for the NFSDE device to make it suitable for field use; 3. Designing a single-board device to integrate the major components while maintaining the functional design; 4. Adapting the security protocol for ciphers other than MICKEY 2.0.
In summary, by offering LWE with simple design, low power consumption, and non-dependency on the internet, our prototype NFSDE device serves to advance eHealth security as well as the overall security of RFID technology. Our results indicate that the LWE of the device, when coupled with a solution for secure key storage and exchange, can provide a representative process for public key exchange without relying on an internet connection. In addition, our system reduces the margin for human error significantly. As a result, this system enhances the overall RFID tag security, which can guide further research on secure communication when a wireless internet connection is either malfunctioning or unavailable. Moreover, the device is an effective tool for outof-band authentication and identification.
APPENDIXES APPENDIX A
See Fig. 8.  1 . To unlock the USB drive by using option 5, which makes the key available, the password is hard coded and displayed for convenience within the simulator. If the USB device is not unlocked, K 1 , K 0 , and IV 0 are not available to the simulator, and error messages are displayed. If the SD card is not ''unlocked,'' no creation, read, or activation can be performed. 2. Option 6 allows the simulation of a KTI rotation. For demonstration purposes, only two key sets were provided. This proves it is possible to encrypt the provider with one set of keys and the patient with another. 3. Creating a provider tag by using option 2 prompts the following process. a. The provider's identification, PIN, and authorization are entered. b. A 7-byte unique ID is generated randomly. c. Encryption is performed, and authentication code (as described above) is generated. d. A file of the form '' [uniqueid] .enc'' is used to simulate the tag (in this case, the provider tag.) This includes an unencrypted value of ''2'' in the tag type field to ensure that subsequent scans ''know'' this is a provider tag rather than a patient tag. e. A plaintext file of the form '' [uniqueid] .txt'' is also created for checking the accuracy of the decryption process. 4. Option 1 for creating a patient tag has two major features: a. Emulation of the reference fingerprint scan, which is performed by simply specifying one of the three hex files provided to serve as the reference fingerprint (we used three to enable us to emulate incorrect or failed scans). b. Emulation of reading and encrypting the identity and ''medical data.'' We used a random name generator and a random string generator to emulate the patient identity and medical data. c. A file of the form '' [uniqueid] .enc'' is used to simulate the tag (in this case, the patient tag). This includes the unencrypted value of ''1'' in the tag type field to enable subsequent scans to ''know'' this is a patient tag rather than a provider tag. d. A plaintext file of the form '' [uniqueid] .txt'' is also created to verify the accuracy of the decryption process. 5. Option 3 (reader activation) begins by prompting the provider tag to be scanned. This scan is emulated by entering the filename of a provider tag that has already been created ('' [uniqueid] .enc''). If the file contains 2 (provider) in the tag type field, the authentication signature is decrypted and checked (including CRC). If the signature matches all acceptance criteria and it is assured that the data have not been tampered with, the device is ''activated'' and the authorization level of the provider is stored in the device memory. 6. Option 4 reads the patient tag. If the device has not been activated (Option 3), Option 4 fails immediately, prompting for activation. The RFID card is ''scanned'' by entering the filename of a previously created patient tag ('' [uniqueid] .enc''). If the file contains the patient value of 1 in the tag type field, the authentication signature is decrypted and checked (including CRC). Further, if the signature matches all acceptance criteria and it is assured that the data have not been tampered with, fingerprint scanning is performed in the next step. Fingerprint scanning is emulated by entering one of the fingerprint file numbers. A ''good scan'' is emulated by entering the same number as in the reference fingerprint template, whereas a ''bad scan'' is emulated by entering one of the other numbers. If the fingerprint matches, the medical data will be decrypted and displayed (based on the authorization level at activation.)
APPENDIX C
Physically unclonable functions (PUFs) have two major functional benefits: key generation and lightweight authentication [30] , [31] . We do not need PUFs for key generation but could use them for lightweight authentication. When an environmentally stable PUF becomes readily available for emergency use, the protocol we have developed should dove-tail into this technology. The emulator functions can be modified to use the protocol.
In a scenario that requires less frequent key rotation and in which potential problems caused by the environment are not life-threatening, off-the-shelf components could be replaced by commercially available special order CRFID tags. These tags, for providers only, could serve the same function as the SD. IV 0 , K 1 and K 0 could be encrypted and stored on the providers' CRFID cards and decrypted when his or her PIN is authenticated.
To pursue this line of inquiry, the software-based components of the emulator could be adopted to experiment on the best way to implement the protocol to guide the designer for specific hardware implementations without limiting designer creativity [79] . Adding a fuzzy extractor [31] to the emulator would definitely give us some better insights on implementation details necessary for PUFs.
For example, the RFID tag simulator component might be replaced by a CRFID with a PUF simulator component. The USB component may, for example, be used for storing expected responses to registered challenges or may be replaced or removed entirely.
