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El conjunto inicial de objetos 
candidatos que se usan en las 
ilustraciones siguientes.  
 
El algoritmo First Fit coloca un nuevo 
objeto en el canasto situado más a la 
izquierda que quepa.  
 
El algoritmo Last Fit coloca un nuevo 
objeto en el canasto situado más a la 
derecha que quepa.  
 
El algoritmo Next Fit coloca un nuevo 
objeto en el canasto situado más a la 
derecha, empezando un canasto 
nuevo si es necesario.  
 
El algoritmo Best Fit coloca un nuevo 
objeto en el canasto más lleno.  
 
El algoritmo Worst Fit coloca un nuevo 
objeto en el canasto más vacío.  
 
El algoritmo Almost Worst Fit coloca un 
nuevo objeto en el segundo canasto 
más vacío. (Este algoritmo es 
probablemente mejor que el Worst Fit  
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#pragma resource "*.dfm" 
TAcercade *Acercade; 
//--------------------------------------------------------------------------- 
__fastcall TAcercade::TAcercade(TComponent* Owner) 













using namespace std; 
#include <stdio.h> 
//---------------------------------------------------------------- 
/** Destructor de la clase */ 
BinPackingMER::~BinPackingMER(){ 
 if (DEBUG) ECHO("Entrando al Destructor de BinPackingMer"); 
 if (this->fpga != NULL) delete this->fpga; 
 if (this->log != NULL) delete this->log; 
} 
//---------------------------------------------------------------- 
// METODOS PRIVADOS 
//-------------------------------------------L--------------------- 
/** Metodo de inicializacion de datos privados de la clase. Limpia las listas 
de tareas y 
la lista de MER */ 
int BinPackingMER::_Init(){ 
 if (DEBUG) ECHO("Entrando al metodo _Init de BinPackingMer"); 
  // Sembramos la semilla aleatoria 
  srand(time(0)); 
 // Inicializamos nuestras variables 
 this->fpga = new FPGA(this->W,this->H); 
 this->log = new Log("Historico.txt"); 
 // Copiamos la lista a la lista de espera la lista inicial. 
 this->listaEspera = listaInicial;  
 // Limpiamos la lista de tareas activas 
 this->listaActual.clear(); 
 // Limpiamos la lista de MERs 
 this->listaMER.clear(); 
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  this->ocupacionInst = 0.0f; 
  this->ocupacionMediaAc = 0.0f; 
  this->numEventos = 0; 
  this->comentario = "BinPacking MER"; 
 this->log->write("Altura: %i, Anchura:%i, Nombre:%i.\n",this->H,this-
>W,this->nombreFPGA.c_str()); 
 return 0; 
} 
//---------------------------------------------------------------- 
/** Metodo encargado de vaciar la lista de tareas activas cuando estas salgan 
de la fpga */ 
int BinPackingMER::acabaTarea(){ 
 int retVal = 0; // indica el numero de tareas que han acabado en este 
instante de tiempo 
 if (DEBUG) ECHO("Entrando al metodo acabaTarea() de BinPackingMer"); 
 // Si la lista esta vacia, salimos del metodo 
 if (this->listaActual.size() == 0){ 
  if (DEBUG) ECHO("acabaTarea -> Lista de tareas activa vacia"); 
  return 0; 
 } 
 // Nos recorremos toda la lista de tareas activas 
  this->it = this->listaActual.begin(); 
 while (this->it != this->listaActual.end()){ 
  SituacionTarea aux = *(this->it); 
  Task tAct = aux.tarea; 
  // La tarea ha acabado 
  if ((tAct.getTStart() + tAct.getLength()) == this->tActual) { 
      list<SituacionTarea>::iterator itAux; 
   // Quitamos la tarea de la lista activa 
   if (DEBUG) cout << "Quitamos la tarea colocada en " << aux.x 
<< "," << aux.y << ")" << endl; 
   log->write("Tiempo: %i. Sale la tarea colocada en %i,%i, con 
altura:%i y anchura:%i.\n",this-
>tActual,aux.x,aux.y,aux.tarea.getH(),aux.tarea.getW()); 
      itAux = it; 
      itAux++; 
   this->listaActual.erase(it); 
      it = itAux; 
   retVal++; 
  } 
    else it++; 
 } 
  this->numEventos++; 
  this->ocupacionInst = this->calcularOcupInst(); 
  // TODO: Calcular la ocupacion media bien... 
  this->ocupacionMediaAc += this->ocupacionInst; 
 return retVal; 
} 
//---------------------------------------------------------------- 
/* Devuelve el numero de tareas que empiezan en este instante de tiempo 
determinado. 
-1 en caso de error */ 
int BinPackingMER::empiezaTarea(){ 
 if (DEBUG) ECHO("Entrando al metodo empiezaTarea() de BinPackingMer"); 
 // Recuperamos la primera tarea en la lista de espera 
 Task tFirst = *(this->listaEspera.begin()); 
 // Empieza alguna tarea en el tiempo actual? 
 if (this->tActual == tFirst.getTStart()){ 
  // Recalculamos la lista de rectangulos vacios 
  if (this->calcularMER()<0){ 
   if (DEBUG) this->log->write("Error al calcular el MER"); 
   return -1; 
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  } 
  // TODO: Comprobar que la tarea quepa en el rectangulo vacio !! 
  list<CRectangle>::iterator itMER; 
    // DEPURACION 
    for (itMER = this->listaMER.begin(); itMER != this-
>listaMER.end();itMER++){ 
    CRectangle MER = *(itMER); 
      this->log->write("Rectangulo MER : (%i,%i) - 
(%i,%i)",MER.x1,MER.y1,MER.x2,MER.y2); 
    } 
 
    itMER = this->listaMER.begin(); 
  CRectangle MER = *(itMER); 
  CRectangle test(MER.x1,MER.y1,MER.x1 + tFirst.getW(),MER.y1 + 
tFirst.getH()); 
  bool cabe = false; // Flag para indicar si cabe o no una tarea 
  while ((!cabe) && (itMER != this->listaMER.end()) && 
((*itMER).area() >= test.area())){ 
   // Si el rectangulo MER contiene a la tarea 
   if (MER.contiene(test)) { 
    cabe = true; 
    break; 
   } 
   itMER++; 
   MER = *(itMER); 
   test = CRectangle(MER.x1,MER.y1,MER.x1 + 
tFirst.getW(),MER.y1 + tFirst.getH()); 
  } 
  // La tarea no cabe en ningun rectangulo vacio 
  if (!cabe) return -1; 
  this->listaEspera.pop_front(); // Eliminamos la primera tarea de 
la lista de tareas 
    // Introducimos la tarea en la esquina inferior izquierda del primer 
rectagulo vacio 
  SituacionTarea tareaEntrante; 
    // Generamos el color de la tarea 
    // Color aleatorio de las tareas 
    tareaEntrante.r = rand() % 255; 
    tareaEntrante.g = rand() % 255; 
    tareaEntrante.b = rand() % 255; 
  tareaEntrante.tarea = tFirst; 
  tareaEntrante.x = MER.x1; 
  tareaEntrante.y = MER.y1; 
  this->log->write("Tiempo %i: Entra tarea en (%i,%i), con 
anchura=%i,altura=%i",this-
>tActual,tareaEntrante.x,tareaEntrante.y,tFirst.getW(),tFirst.getH()); 
  this->listaActual.push_back(tareaEntrante); // La añadimos a la 
lista de tareas 
    this->numEventos++; 
    this->ocupacionInst = this->calcularOcupInst(); 
    this->ocupacionMediaAc += this->ocupacionInst; 
  return 1; 
 } 
 else return 0; 
} 
//---------------------------------------------------------------- 
/** Inserta de forma ordenada un rectángulo en la lista de Rectángulos 
Máximos. 
Si está contenido en algún rectángulo de la lista no lo mete.*/ 
int BinPackingMER::insertMER(CRectangle r,list <CRectangle> &listaMER){ 
 listaMER.reverse();  // Ordenamos ascendentemente 
 list <CRectangle>::iterator itMER = listaMER.begin(); 
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 // Si el rectangulo es contenido por alguno existente, no lo metemos en 
la lista 
 while (itMER != listaMER.end()){  
  if((*itMER).contiene(r))  
   return 1; 
  itMER++; 
 } 
 // Miramos si el rectangulo contiene a algun rectangulo, y si es asi lo 
eliminamos de la  
 // lista 
 itMER = listaMER.begin(); 
 while (itMER != listaMER.end()){  
  if (r.contiene((*itMER))) { 
   listaMER.erase(itMER); 
   break; 
  } 




 listaMER.reverse(); // Ordenamos ascendentemente 
 if (DEBUG){ 
  ECHO("======= Nueva Lista MER ======"); 
  for (itMER = listaMER.begin() ; itMER != listaMER.end(); itMER++){ 
   CRectangle curr = (*itMER); 
   cout << "Rectangulo = (" << curr.x1 << "," << curr.y1 << ") 
- (" << curr.x2 << "," << curr.y2 << ")" << endl; 
  } 
 
 } 
 return 0; 
} 
//---------------------------------------------------------------- 
/** Metodo de calculo del conjunto de rectangulo maximales vacios. 
Devuelve el numero de MER que se han formado. -1 en caso de error. 
Pasos a realizar: 
1. Si la FPGA esta vacia, el unico rectangulo es la propia FPGA 
2. Si no esta vacia: 
 2.1. Calcular la lista de puntos de interseccion de las tareas 
 con la pared de la FPGA. 
 2.2. Conseguir rectangulo vacios en la fpga. Si ya esta en la lista MER 
o esta contenido por alguno de la lista 
 no se introduce en la lista. Si no, lo metemos en la lista 
*/ 
int BinPackingMER::calcularMER(){ 
 if (DEBUG) ECHO("Entrando al metodo calcularMER() de BinPackingMer"); 
 this->listaMER.clear(); // Limpiamos la lista anterior de rectangulos 
vacios 
 // Inicializa una matriz de booleanos indicando en qué posiciones hay 
tarea. 
 int longitud = this->fpga->getH() * this->fpga->getW(); 
 int filas = this->fpga->getH(); 
 int cols = this->fpga->getW(); 
 bool *MFPGA = new bool[this->fpga->getH() * this->fpga->getW()]; 
 for (int i=0;i<longitud;i++) 
   MFPGA[i]  = false; 
 for(this->it = this->listaActual.begin();this->it!=this-
>listaActual.end();this->it++){ 
  SituacionTarea sit= *it; 
  for (int j=sit.y;j<(sit.y + sit.tarea.getH());j++) 
   for (int i=sit.x;i<(sit.x+sit.tarea.getW());i++){ 
    if (DEBUG) 
Sistemas Informáticos 
 0.
     ECHO_VAR("Poniendo a true la casilla = ",j * 
cols + i); 
    MFPGA[j * cols + i] = true; 
   } 
 } 
 if(this->listaActual.size() == 0) { 
  if (DEBUG) ECHO("calcularMER : La fpga esta vacia"); 
  CRectangle r(0,0,this->fpga->getW(),this->fpga->getH()); 
  this->listaMER.push_back(r); 
  if (DEBUG) 
   ECHO_VAR("Saliendo al metodo calcularMER() de BinPackingMer 
con valor de retorno = ",this->listaMER.size()); 
  return this->listaMER.size(); 
 } 
 // Lista de puntos de corte de las tareas con la pared izquierda de la 
FPGA 
 vector<int> puntosCorte; 
 // Pared izquierda de la fpga 
 Point2D A(0,0); 
 Point2D B(0,this->fpga->getH()); 
 Point2D in; // Punto de interseccion con la pared de la fpga 
 puntosCorte.push_back(0); // Metemos el punto inferior de la FPGA 
 /* Nos recorremos toda la lista actual para hallar los puntos de 
interseccion de las rectas horizontales 
 de las tareas con la pared izquierda de la fpga */ 
 for (this->it = this->listaActual.begin();this->it != this-
>listaActual.end();it++){ 
  SituacionTarea st = *(this->it); // Conseguimos la situacion de la 
tarea 
  // Formamos las rectas de la tarea 
  Point2D a(st.x,st.y); // Recta inferior 
  Point2D b(st.x + st.tarea.getW(),st.y); 
  Point2D c(st.x ,st.y + st.tarea.getH()); // Recta superior 
  Point2D d(st.x + st.tarea.getW(),st.y + st.tarea.getH()); 
  if (interseccion(A,B,a,b,in) < 0) { // Interseccion de la recta 
inferior con la pared de la fpga 
   if (DEBUG) ECHO("Parece que no hay interseccion con la 
fpga"); 
   return -1; 
  } 
  if ((int) in.getY() != 0) puntosCorte.push_back((int) in.getY()); 
  if (interseccion(A,B,c,d,in) < 0) { // Interseccion de la recta 
superior con la pared de la fpga 
   if (DEBUG) ECHO("Parece que no hay interseccion con la 
fpga"); 
   return -1; 
  } 
  if ((int) in.getY() != 0) puntosCorte.push_back((int)in.getY()); 
 } 
 // Añadimos el punto superior de la pared de la FPGA 
 if (puntosCorte[puntosCorte.size() - 1] != this->fpga->getH()) 
puntosCorte.push_back(this->fpga->getH()); 
 // Para cada punto de corte... 
 for (int i=0;i<puntosCorte.size()-1;i++){ 
  Point2D a,b,c,d; 
  // Formamos los rectangulos vacios que haya en la fpga 
  for (int j=i+1;j<puntosCorte.size();j++){ 
   int k=0; 
   int vertice = puntosCorte[i]; 
   int vertice2 = puntosCorte[j]; 
   while (k<this->fpga->getW()){ 
        // Mientras hay tarea 
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    while ((hayTarea(MFPGA,vertice,vertice2,k) == 0) && (k 
< this->fpga->getW())) 
     k++; 
    a = Point2D(k,vertice); 
    c = Point2D(k,vertice2); 
    while ((hayTarea(MFPGA,vertice,vertice2,k) == 1) && (k 
< this->fpga->getW())) 
     k++; 
    b=Point2D(k,vertice); 
    d=Point2D(k,vertice2); 
    CRectangle rect(a.getX(),a.getY(),d.getX(),d.getY()); 
    this->insertMER(rect,listaMER); 
   } 
  } 
 } 
 if (DEBUG) ECHO("Creación lista MER finalizada"); 
 if (MFPGA != NULL) delete MFPGA; 
 return 0; 
} 
//---------------------------------------------------------------- 
/* Metodo que nos indica si hay o no hay tarea en el rango de filas indicado 
por i,j en la columna k. 
*/ 
int BinPackingMER::hayTarea(bool *MFPGA,int i,int j,int k){ 
  if (MFPGA == NULL) return -1; 
 int filas = this->fpga->getH(); 
 int cols = this->fpga->getW(); 
  bool retVal = false; 
  int index = i; 
  while ((index < j) && (!retVal)) { 
    retVal = MFPGA[index * cols + k]; 
    index++; 
  } 
  if (retVal) return 0; 
  else return 1; 
} 
//---------------------------------------------------------------- 
// Devuelve la ocupacion instantanea de la fpga del apgoritmo. -1 en caso de 
error 
float BinPackingMER::calcularOcupInst(){ 
  if (this->fpga == NULL) return -1.0f; 
  float retVal = 0.0f; 
  int sumAreas = 0; // Suma de areas de la tareas activas 
  int areaFpga = this->fpga->getH() * this->fpga->getW(); 
  // Para todas las tareas activas 
 for (this->it = this->listaActual.begin();this->it != this-
>listaActual.end();it++){ 
    SituacionTarea sit= *it; 
    Task t = sit.tarea; 
    int areaI =  t.getH() * t.getW(); 
    sumAreas += areaI; 
  } 
  retVal = (sumAreas == 0) ? 0.0f :  (float) sumAreas /(float) areaFpga; 
  return retVal; 
} 
//---------------------------------------------------------------- 
// METODOS DE LA INTERFAZ 
//----------------------------------------------------------------- 
void BinPackingMER::Init(list<Task> listaInicial,int H,int W,string 
nombreFPGA){ 
 if (DEBUG) ECHO("Entrando al metodo Init de BinPackingMer"); 
 this->tActual = 0; 
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 this->listaInicial = listaInicial; 
 this->H = H; 
 this->W = W; 





 if (DEBUG) ECHO("Entrando al metodo step() de BinPackingMer"); 
 // Da un paso del algoritmo. 
 /* 
 Casos que se pueden dar: 
 1. No sale ni entra una nueva tarea. 
 2. Entra pero no sale una tarea. 
 3. Sale pero no entra una tarea. 
 4. Sale y entra una nueva tarea. 
 */ 
 // Si las dos listas, de espera y activa estan vacias, hemos acabado el 
algoritmo 
 if ((this->listaEspera.size() == 0) && (this->listaActual.size() == 0)){ 
  if (DEBUG) ECHO("El algoritmo ha acabado de procesar todas las 
tareas"); 
  return 2; 
 } 
  bool hay_evento = false; 
  int retVal1 = this->acabaTarea(); 
 if ( retVal1 < 0){ 
  if (DEBUG) WARNING("Error al llamar al metodo acabaTarea"); 
  return -1; 
 } 
  int retVal2 = this->empiezaTarea(); 
 if (retVal2 < 0){ 
  // No podemos meter la tarea en ningun restangulo vacio 
  if (DEBUG) WARNING("La tarea no cabe en los rectangulos 
vacios.."); 
  list<Task>::iterator itTask; 
  // Aumentamos en 1 el tiempo de las tareas en espera 
  for (itTask = this->listaEspera.begin(); itTask != this-
>listaEspera.end();itTask++) 
   (*itTask).setTStart((*itTask).getTStart() + 1); 
 } 
  // Hay evento si ha entrado o ha salido alguna tarea 
  hay_evento = (retVal1 > 0) || ( retVal2 >0); 
 // Incrementamos en uno el tiempo del algoritmo 
 this->tActual++; 
  if (hay_evento) return 1; // Devolvemos 1 si se ha producido algun evento 




 if (DEBUG) ECHO("Entrando al metodo next_event() de BinPackingMer"); 
 // Si las dos listas, de espera y activa estan vacias, hemos acabado el 
algoritmo 
 if ((this->listaEspera.size() == 0) && (this->listaActual.size() == 0)){ 
  if (DEBUG) ECHO("El algoritmo ha acabado de procesar todas las 
tareas"); 
  return 2; 
 } 
  int retVal; 
  while((retVal = this->step()) == 0) 
    continue; 
  if (retVal == 1) // Ya se ha producido un evento 
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    return 0; 
  if (retVal == 2) // Se ha acabado el algoritmo 
    return 2; 
  if (retVal == -1) // Se ha producido un error 




 if (DEBUG) ECHO("Entrando al metodo run() de BinPackingMer"); 
 while (this->step() != 1); 




 if (DEBUG) ECHO("Entrando al metodo reset() de BinPackingMer"); 
 // Ponemos a cero el contador de tiempo. 
 this->log->write("Reseteamos el algoritmo..."); 
 this->tActual = 0; 
 this->_Init(); // Reinicializamos las variables de la clase 




 if (DEBUG) ECHO("Entrando al metodo toString() de BinPackingMer"); 
 ostrstream s; 
 s << "Clase BinPackingMER:" << endl; 
 s << "Tiempo actual = " << this->tActual << endl; 
 if (this->fpga != NULL) s << "Fpga = " << this->fpga->getH() << "," << 
this->fpga->getW() << endl; 
 s << "Longitud de la lista actual = " << this->listaActual.size() << 
endl; 
 s << "Longitud de la lista espera = " << this->listaEspera.size() << 
endl; 
 s << "Longitud de la lista inicial = " << this->listaInicial.size() << 
endl; 
 s << ends; 
 string retVal; 
 retVal = s.str(); 
 // Cosas que hay que hacer para liberar el stream 
 s.seekp(-1, ios::cur); 
 s.rdbuf()->freeze(0); 








  // Prevenimos division entre cero 
  if (this->numEventos == 0.0f) return 0.0f; 
  float retVal = round2Dec((this->ocupacionMediaAc/this->numEventos) * 
100.0f); 
















/** Constructor de la clase */ 
CRectangle::CRectangle(int x1,int y1,int x2,int y2){ 
 this->x1 = x1; 
 this->x2 = x2; 
 this->y1 = y1; 




 this->x1 = 0; 
 this->x2 = 0; 
 this->y1 = 0; 
 this->y2 = 0; 
} 
//--------------------------------------------------------------- 
CRectangle::CRectangle(const CRectangle& r){ 
 this->x1 = r.x1; 
 this->x2 = r.x2; 
 this->y1 = r.y1; 






/** Devuelve el area de un rectangulo */ 
int CRectangle::area(){ 
 // if (DEBUG) ECHO("Entrando en el metodo area() de CRectangle"); 
 if (isEmpty()) return 0; 
 else return ((x2 - x1) * (y2 - y1)); 
} 
//--------------------------------------------------------------- 
/** Indica si un rectangulo está o no vacío */ 
bool CRectangle::isEmpty(){ 
 // if (DEBUG) ECHO("Entrando en el metodo isEmpty() de CRectangle"); 
 if ((x2 == x1) && (y2 == y1)) return true; 
 else return false; 
} 
//--------------------------------------------------------------- 
/** Funcion que indica si un rectangulo contiene a otro */ 
bool CRectangle::contiene(const CRectangle &r){ 
 if ((x1 <= r.x1) && (y1 <= r.y1) && (x2 >= r.x2) && (y2 >= r.y2)) 
return true; 
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#pragma resource "*.dfm" 
TFormFPGA *FormFPGA; 
//--------------------------------------------------------------------------- 
__fastcall TFormFPGA::TFormFPGA(TComponent* Owner) 




void __fastcall TFormFPGA::GenerarClick(TObject *Sender) 
{ 

















#pragma resource "*.dfm" 
TListaTareas *ListaTareas; 
//--------------------------------------------------------------------------- 
__fastcall TListaTareas::TListaTareas(TComponent* Owner) 








//Comprobamos todos los datos antes de salir del formulario 
 try { 
        aux = this->numtareasF->Text; 
        numtareas = StrToInt(aux); 
        if (numtareas<=0) datosMal=true; 
    } 
 catch (Exception &error){ 
         datosMal=true; 
         return; 
    } 
     try { 
        aux = this->altomaxF->Text; 
        altomax = StrToInt(aux); 
        if (altomax<=0) datosMal=true; 
    } 
 catch (Exception &error){ 
         datosMal=true; 
         return; 
    } 
     try { 
        aux = this->altominF->Text; 
        altomin = StrToInt(aux); 




    } 
 
 catch (Exception &error){ 
         datosMal=true; 
         return; 
    } 
     try { 
        aux = this->anchomaxF->Text; 
        anchomax = StrToInt(aux); 
        if (anchomax<=0) datosMal=true; 
    } 
 catch (Exception &error){ 
         datosMal=true; 
         return; 
    } 
     try { 
        aux = this->anchominF->Text; 
        anchomin = StrToInt(aux); 
        if ((anchomin<=0)||(anchomin>anchomax)) datosMal=true; 
    } 
 catch (Exception &error){ 
         datosMal=true; 
         return; 
    } 
     try { 
        aux = this->durmaxF->Text; 
        durmax = StrToInt(aux); 
        if (durmax<=0) datosMal=true; 
    } 
 catch (Exception &error){ 
         datosMal=true; 
         return; 




void __fastcall TListaTareas::CancelarClick(TObject *Sender) 
{ 










using namespace std; 
//------------------------------------------------------- 
FPGA::FPGA(int W,int H){ 
 this->W = W; 
 this->H = H; 
} 
//------------------------------------------------------- 
FPGA::FPGA(int W,int H,string n){ 
 this->W = W; 
 this->H = H; 








int FPGA::getH(){ return this->H ;} 
//------------------------------------------------------- 
int FPGA::getW(){ return this->W ; } 
//------------------------------------------------------- 
/** Metodo para volcar los datos a una cadena */ 
string FPGA::toString(){ 
 ostrstream s; 
 
 s << "Clase FPGA:" << endl; 
 s << "Ancho = " << this->W << endl; 
 s << "Alto = " << this->H << endl; 
 s << ends; 
 string retVal; 
 retVal = s.str(); 
 // Cosas que hay que hacer para liberar el stream  
 s.seekp(-1, ios::cur);  
 s.rdbuf()->freeze(0);  












bool Log::Init(char *path){ 
        // Abrimos el fichero para añadir al final 
        if ((this->logfile = fopen(path, "a")) == NULL) 
        { 
          fprintf(stderr, "Cannot open input file for writing.\n"); 
          return false; 
        } 
        this->path = path; 




        fflush(logfile); 
        if (fclose(this->logfile) == EOF) 
        { 
                fprintf(stderr, "Cannot close file for writing.\n"); 
                return false; 
        } 
        // TODO : no hay que liberar el path?? 
        return true; 
} 
//--------------------------------------------------------------------------- 
bool Log::write(char *text,...){ 
 if (this->_debug){ 
  va_list args; 
  time_t t; 
  struct tm tm; 
  char buf[256]; 




  va_start(args, text); 
  time(&t); 
  tm = *localtime(&t); 
  strftime(buf, sizeof(buf)-1, "[%b %d %H:%M:%S %Y] ", &tm); 
  fputs(buf,logfile); 
  vfprintf(logfile, text, args); 
  fputc('\n', logfile); 
  //this->Shutdown(); 
  //this->Init(this->path); 
 } 
 return true; 
} 
//--------------------------------------------------------------------------- 
bool Log::write(string text){ 
 if (this->_debug){ 
  time_t t; 
  struct tm tm; 
  char buf[256]; 
  int errno_save = errno; 
  time(&t); 
  tm = *localtime(&t); 
  strftime(buf, sizeof(buf)-1, "[%b %d %H:%M:%S %Y] ", &tm); 
  fputs(buf,logfile); 
  fprintf(logfile, text.c_str()); 
  fputc('\n', logfile); 
  //this->Shutdown(); 
  //this->Init(this->path); 
 } 
 return true; 
} 
//--------------------------------------------------------------------------- 
void Log::setDebug(bool debug){ 

























#pragma link "TOpenGLAPPanel" 
#pragma resource "*.dfm" 
TMain *Main; 
//--------------------------------------------------------------------------- 
__fastcall TMain::TMain(TComponent* Owner) 
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        : TForm(Owner) 
{ 
  // Creamos las cabeceras de la tabla 
  this->TablaTareas->Cells[0][0] = "Orden"; 
  this->TablaTareas->Cells[1][0] = "Ancho"; 
  this->TablaTareas->Cells[2][0] = "Alto"; 
  this->TablaTareas->Cells[3][0] = "Duracion"; 
  this->TablaTareas->Cells[4][0] = "T. Llegada"; 
  this->TablaTareas->Cells[5][0] = "Estado"; 
  this->TablaTareas->Cells[6][0] = "Color"; 
  this->updateDatosFPGA(); 
  this->fpga = new FPGA(); 
  this->log = new Log("TMain.log"); 
  this->updateStatusBar(); 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::Salir1Click(TObject *Sender) 
{ 
  // TODO: Poder guardar los cambios 
  if (this->listaTareas.size() != 0) { 
    //ShowMessage("La lista de Tareas ha sido modificada ¿Desea Guardar los 
cambios?"); 
  } 
  if (this->fpga != NULL){ 
    //ShowMessage("La FPGA ha sido modificada ¿Desea Guardar los cambios?"); 
  } 




void __fastcall TMain::NuevaListaTareas1Click(TObject *Sender) 
{ 
 
  AnsiString datos; 
  if (ListaTareas->ShowModal() == mrOk){ 
    int minH,minW,maxH,maxW; 
    int numTareas; 
    int durMax; 
    int tiempoFinal; 
    datos = ListaTareas->numtareasF->Text; 
    try { 
      numTareas = StrToInt(datos); 
    } 
    catch (Exception &error){ 
      ShowMessage("El número de tareas tiene que ser un número entero 
positivo."); 
      return; 
    } 
    datos = ListaTareas->altomaxF->Text; 
    try { 
      maxH = StrToInt(datos); 
    } 
    catch (Exception &error){ 
      ShowMessage("El alto maximo tiene que ser un número entero positivo."); 
      return; 
    } 
    datos = ListaTareas->altominF->Text; 
    try { 
      minH = StrToInt(datos); 
    } 
    catch (Exception &error){ 
      ShowMessage("El alto minimo tiene que ser un número entero positivo."); 
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      return; 
    } 
    datos = ListaTareas->anchomaxF->Text; 
    try { 
      maxW = StrToInt(datos); 
    } 
    catch (Exception &error){ 
      ShowMessage("El ancho maximo tiene que ser un número entero positivo."); 
      return; 
    } 
    datos = ListaTareas->anchominF->Text; 
    try { 
      minW = StrToInt(datos); 
    } 
    catch (Exception &error){ 
      ShowMessage("El ancho minimo tiene que ser un número entero positivo."); 
      return; 
    } 
    datos = ListaTareas->durmaxF->Text; 
    try { 
      durMax = StrToInt(datos); 
    } 
    catch (Exception &error){ 
      ShowMessage("La duracion maxima tiene que ser un número entero 
positivo."); 
      return; 
    } 
    datos = ListaTareas->tiempoFinal->Text; 
    try { 
      tiempoFinal = StrToInt(datos); 
    } 
    catch (Exception &error){ 
      ShowMessage("La duracion maxima tiene que ser un número entero 
positivo."); 
      return; 
    } 
    // Los datos son correctos ?? 
    if(!this->checkDatosFPGA(*fpga,minH,maxH,minW,maxW,numTareas,tiempoFinal)) 
      return; 
    // Creamos la lista de tareas 
    createTasks(minW,maxW,minH,maxH,durMax,tiempoFinal,numTareas,*(this-
>fpga),this->listaTareas); 
    this->updateTablaTareas(); 
    if (this->alg != NULL){ 
        this->alg = new BinPackingMER(); 
        this->alg->Init(this->listaTareas,this->fpga->getH(),this->fpga-
>getW(), 
                    this->fpga->getName()); 
        this->updateTiempoActual(); 
    } 
  } 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::AbrirListaTareas1Click(TObject *Sender) 
{ 
  if (AbrirLista->Execute()){ 
    if(loadTasks(AbrirLista->FileName.c_str(),this->listaTareas)<0){ 
      ShowMessage("Error al cargar la lista de tareas..."); 
      return; 
    } 
    else { 
      this->updateTablaTareas(); 
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      this->updateTablaTareas(); 
    if (this->alg!=NULL){ 
        this->alg = new BinPackingMER(); 
        this->alg->Init(this->listaTareas,this->fpga->getH(),this->fpga-
>getW(), 
                    this->fpga->getName()); 
        this->updateTiempoActual(); 
    } 
      ShowMessage("Lista cargada con exito!"); 
    } 
  } 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::AbrirFPGA1Click(TObject *Sender) 
{ 
  if (AbrirFPGA->Execute()){ 
    if (this->fpga == NULL) this->fpga = new FPGA(); 
    if (loadFPGA(AbrirFPGA->FileName.c_str(),*fpga)<0){ 
      ShowMessage("Error al cargar la fpga. "); 
      return; 
    } 
    this->updateDatosFPGA(); 
    this->setPanelFPGA(); 
  } 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::GuardarListaTareas1Click(TObject *Sender) 
{ 
  if (GuardarLista->Execute()) { 
    if (saveTasks(GuardarLista->FileName.c_str(),this->listaTareas) <0){ 
      ShowMessage("Error al guardar la lista de tareas "); 
      return; 
    } 
    else ShowMessage("Lista guardada con exito!"); 
  } 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::GuardarFPGA1Click(TObject *Sender) 
{ 
  if (GuardarFPGA->Execute()){ 
    if (saveFPGA(GuardarFPGA->FileName.c_str(),*fpga)<0){ 
      ShowMessage("Error al guardar fpga a disco"); 
      return; 
    } 
    else ShowMessage("Fpga guardada con exito!"); 
  } 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::Acercade1Click(TObject *Sender) 
{ 




void __fastcall TMain::Neventos1Click(TObject *Sender) 
{ 
  if (this->alg == NULL) { 
    ShowMessage("Debe seleccionar un algoritmo antes."); 
    return; 
  } 
  AnsiString aux; 
  bool datosMal = true; 
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  int eventos; 
  do { 
    if (InputQuery("Número de eventos","Introduce el número de eventos", 
aux)){ 
      try { 
        eventos = StrToInt(aux); 
        if (eventos<=0) 
          ShowMessage("El número de eventos tiene que ser un número entero 
positivo"); 
        else 
          datosMal = false; 
      } 
      catch (Exception &error){ 
        ShowMessage("El número de eventos tiene que ser un número entero 
positivo"); 
      } 
    } 
    else 
      return; // Hemos pulsado el boton de cancelar 
  } while (datosMal); 
  // Llamamos n-veces al metodo de eventos 
  for (int i=0;i<eventos;i++){ 
    int retVal = this->alg->next_event(); 
    if (retVal == 2) { 
      ShowMessage("La ejecucion del algoritmo ha finalizado"); 
      return; 
    } 
    if (retVal == -1) { 
      ShowMessage("La ejecucion del algoritmo ha producido error"); 
      return; 
    } 
  } 
  this->updateStatusBar(); 
  this->updateTiempoActual(); 
  this->updateTablaTareas(); 
  this->OpenGLAPPanel1Paint(Sender); 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::NPasos1Click(TObject *Sender) 
{ 
  AnsiString aux; 
  bool datosMal = true; 
  int pasos; 
  do { 
    if (InputQuery("Número de pasos","Introduce el número de pasos", aux)){ 
      try{ 
        pasos = StrToInt(aux); 
        if (pasos<=0) { 
          ShowMessage("El número de pasos tiene que ser un número entero 
positivo"); 
        } 
        else datosMal=false; 
      } 
      catch (Exception &error){ 
        ShowMessage("El número de pasos tiene que ser un número entero 
positivo"); 
      } 
    } 
    else 
      return; // Hemos pulsado el boton de cancelar 
  } while (datosMal); 
 
Simulación FPGA bidimensional 
 ,=
  // Llamamos n-veces al metodo de pasos 
  for (int i=0;i<pasos;i++){ 
    int retVal = this->alg->step(); 
    if (retVal == 2) { 
      ShowMessage("La ejecucion del algoritmo ha finalizado"); 
      return; 
    } 
    if (retVal == -1) { 
      ShowMessage("La ejecucion del algoritmo ha producido error"); 
      return; 
    } 
  } 
  this->updateStatusBar(); 
  this->updateTablaTareas(); 
  this->updateTiempoActual(); 
  this->OpenGLAPPanel1Paint(Sender); 
} 
//--------------------------------------------------------------------------- 
// Metodo de refresco de la tabla de tareas que hay en pantalla 
void __fastcall TMain::updateTablaTareas(){ 
  this->TablaTareas->RowCount = 2; 
  list<Task>::iterator it; 
  int i = 0; 
  for (it=this->listaTareas.begin();it != this->listaTareas.end();it++,i++){ 
    Task t = (*it); 
    this->TablaTareas->Cells[0][i+1] = i; // Numero de tarea 
    this->TablaTareas->Cells[1][i+1] = t.getW(); // Ancho 
    this->TablaTareas->Cells[2][i+1] = t.getH(); // Alto 
    this->TablaTareas->Cells[3][i+1] = t.getLength(); // Duracion 
    this->TablaTareas->Cells[4][i+1] = t.getTStart(); // Tiempo de llegada 
    // Comprobacion del estado de las tareas 
    string cad; 
    int estado = this->getEstado(t); 
    switch(estado){ 
      case(TAREA_LIB): 
        cad = "Libre"; 
        break; 
      case(TAREA_ESPERA): 
        cad ="Espera"; 
        break; 
      case(TAREA_EJEC): 
        cad = "Ejecucion"; 
        break; 
      default: 
        cad = "Error"; 
    } 
    this->TablaTareas->Cells[5][i+1] = cad.c_str(); // Estado 
    if (estado == TAREA_EJEC){ 
      this->TablaTareas->Font->Color = 0x00FF0000; 
      this->TablaTareas->Cells[6][i+1] = "COLOR"; // color 
      this->TablaTareas->Font->Color = clBlack; 
    } 
    else 
      this->TablaTareas->Cells[6][i+1] = "";  
    this->TablaTareas->RowCount++; 
  } 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::Seleccionar1Click(TObject *Sender) 
{ 
    if (this->fpga == NULL) { 
      ShowMessage("Debe inicializar la FPGA del programa"); 
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      return; 
    } 
    this->alg = new BinPackingMER(); 
    this->alg->Init(this->listaTareas,this->fpga->getH(),this->fpga->getW(), 
                    this->fpga->getName()); 
    this->updateTiempoActual(); 
 
    this->updateStatusBar(); 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::Paso1Click(TObject *Sender) 
{ 
  if (this->alg==NULL){ 
    ShowMessage("Debes seleccionar primero un algoritmo"); 
    return; 
  } 
  int retVal = this->alg->step(); 
  if (retVal == 2) // Acabado el algoritmo 
    ShowMessage("Acabado el algoritmo"); 
  if (retVal == -1) // Error al ejecutar un paso 
    ShowMessage("Error al dar un paso en el algortimo"); 
  if (retVal == 1){ 
    this->updateTablaTareas(); 
    this->OpenGLAPPanel1Paint(Sender); 
  } 
  this->updateTiempoActual(); 
  this->updateStatusBar(); 
  return; 
} 
//--------------------------------------------------------------------------- 
// Metodo de refresco de la etiqueta con el tiempo actual 
void __fastcall TMain::updateTiempoActual() 
{ 
  if (this->alg != NULL) 
    this->lTiempoActual->Caption =  "Tiempo Actual :" + IntToStr(this->alg-
>tActual); 
  else 
    this->lTiempoActual->Caption =  "Tiempo Actual :?"; 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::Reiniciar1Click(TObject *Sender) 
{ 
  if (this->alg == NULL){ 
    ShowMessage("El algoritmo no esta inicializado"); 
    return; 
  } 
  this->alg->reset(); 
  this->updateTiempoActual(); 
  this->updateTablaTareas(); 
  this->OpenGLAPPanel1Paint(Sender); 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::Ejecutar1Click(TObject *Sender) 
 
{ 
  if (this->alg == NULL) { 
    ShowMessage("El algoritmo no esta inicializado"); 
    return; 
  } 
  if (this->alg->run()<0) 
    ShowMessage("La ejecucion del algoritmo ha producido error"); 
  else 
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    ShowMessage("La ejecucion del algoritmo se ha realizado con exito"); 
  this->updateTiempoActual(); 
  this->updateTablaTareas(); 
  return; 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::Siguienteevento1Click(TObject *Sender) 
{ 
  if (this->alg == NULL) { 
    ShowMessage("El algoritmo no esta inicializado"); 
    return; 
  } 
  int retVal = this->alg->next_event(); 
  if (retVal<0){ 
    ShowMessage("La ejecucion hasta el siguiente evento del algoritmo ha 
producido error"); 
    return; 
  } 
  if (retVal == 2){ 
   ShowMessage("La ejecucion del algoritmo ha finalizado."); 
   return; 
  } 
  this->updateTiempoActual(); 
  this->updateTablaTareas(); 
  this->OpenGLAPPanel1Paint(Sender); 
} 
//--------------------------------------------------------------------------- 
int __fastcall TMain::getEstado(Task t) 
{ 
  if (this->alg == NULL) return ERR_ALG; 
  if (this->alg->tActual <= t.getTStart()) return TAREA_ESPERA; 
  /* Comprobamos que la tarea no este en ejecuccion, mirando si el tiempo de 
  comienzo coincide*/ 
  list<SituacionTarea>::iterator it; 
  for (it=this->alg->listaActual.begin();it!=this->alg-
>listaActual.end();it++){ 
    Task aux = (*it).tarea; 
    if ((aux.getLength() == t.getLength()) && 
          (aux.getH() == t.getH()) && 
          (aux.getW() == t.getW()) 
        ) 
     return TAREA_EJEC; 
  } 
  return TAREA_LIB; 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::NuevaFPGA1Click(TObject *Sender) 
{ 
  AnsiString datos; 
  if (FormFPGA->ShowModal() == mrOk){ 
    int H,W; 
    datos = FormFPGA->tNombreFPGA->Text; 
    string nombre = datos.c_str(); 
    datos = FormFPGA->tAltoFPGA->Text; 
    try { 
      H = StrToInt(datos); 
    } 
    catch (Exception &error){ 
      ShowMessage("El alto de la FPGA tiene que ser un numero entero."); 
    } 
    datos = FormFPGA->tAnchoFPGA->Text; 
    try { 
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      W = StrToInt(datos); 
    } 
    catch (Exception &error){ 
      ShowMessage("El ancho de la FPGA tiene que ser un numero entero."); 
    } 
    if (this->fpga != NULL) delete this->fpga; 
    this->fpga = new FPGA(W,H,nombre); 
    // si la lista de tareas no esta vacia hay que reiniciar el algoritmo 
    if (this->listaTareas.size() != 0) { 
      this->alg = new BinPackingMER(); 
      this->alg->Init(this->listaTareas,this->fpga->getH(),this->fpga->getW(), 
                    this->fpga->getName()); 
      this->updateTiempoActual(); 
    } 
    this->updateDatosFPGA(); 
    // Cambiamos la Fpga en el panel 
    this->setPanelFPGA(); 
 




void __fastcall TMain::updateDatosFPGA() 
{ 
  this->Label1->Caption = "Datos FPGA:"; 
  if (this->fpga == NULL){ 
    this->lAnchoFPGA->Caption = "Ancho:?" ; 
    this->lAltoFPGA->Caption = "Alto:?" ; 
    this->lNombreFPGA->Caption = "Nombre:?"; 
  } 
  else{ 
    this->lAnchoFPGA->Caption = "Ancho:" + IntToStr(this->fpga->getW()); 
    this->lAltoFPGA->Caption = "Alto:" + IntToStr(this->fpga->getH()); 
    this->lNombreFPGA->Caption = "Nombre:" + AnsiString(this->fpga-
>getName().c_str()); 
  } 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::Verhistrico1Click(TObject *Sender) 
{ 
  ifstream is("Historico.txt"); 
  if (!is){ 
    ShowMessage("Error al abrir el fichero de historia"); 
    return; 
  } 
  char c; 
  AnsiString aux; 
  while (is.get(c)){ 
    aux += AnsiString(c); 
  } 
  is.close(); 
  FormHistorico->MemoHistorico->Text = aux; 
  FormHistorico->ShowModal(); 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::GLScene() 
{ 
  // Aqui dibujaremos la escena de marras 
  // Si la Fpga no esta inicializada o esta vacia 
  if ((this->fpga == NULL) || 
    ((this->fpga->getH() == 0) && (this->fpga->getW() == 0))) 
    return; 
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  this->dibujarFPGA(); 
  this->dibujarTareas();   
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::OpenGLAPPanel1Paint(TObject *Sender) 
{ 
   glClear(GL_COLOR_BUFFER_BIT | GL_DEPTH_BUFFER_BIT); 
   GLScene(); 
   glFlush(); 





void __fastcall TMain::OpenGLAPPanel1Init(TObject *Sender) 
{ 
  glShadeModel(GL_SMOOTH); 




 glHint(GL_PERSPECTIVE_CORRECTION_HINT, GL_NICEST); 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::OpenGLAPPanel1Resize(TObject *Sender) 
{ 
   GLfloat nRange = 200.0; 
   w = this->OpenGLAPPanel1->Width; 
   h = this->OpenGLAPPanel1->Height; 
 
   if (h == 0) h = 1; // Prevenimos la division por cero 
   if (w == 0) w = 1; 
 
   glViewport(0,0,w,h); 
   glMatrixMode(GL_PROJECTION); 
   glLoadIdentity(); 
   if (w<=h) 
   { 
      this->left = -nRange; 
      this->rigth = nRange; 
      this->top = nRange * h/w; 
      this->bottom = -nRange * h/w; 
   } 
   else 
   { 
      this->left = -nRange*w/h; 
      this->rigth = nRange*w/h; 
      this->top = nRange; 
      this->bottom = -nRange; 
   } 
   gluOrtho2D(this->left,this->rigth,this->bottom,this->top); 
   glMatrixMode(GL_MODELVIEW); 
   glLoadIdentity(); 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::dibujarFPGA(){ 
  glColor3f(1.0f,1.0f,1.0f); 
  glBegin(GL_LINES); 
  for (int i=0;i<this->fpga->getW();i++){ 
    glVertex2i(i,0); 
    glVertex2i(i,this->fpga->getH()); 
  } 
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  glEnd(); 
  glBegin(GL_LINES); 
  for (int i=0;i<this->fpga->getH();i++){ 
    glVertex2i(0,i); 
    glVertex2i(this->fpga->getW(),i); 
  } 
  glEnd(); 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::dibujarTareas(){ 
  // Si no esta inicado el algoritmo,nos salimos 
  if (this->alg == NULL) return; 
  list<SituacionTarea>::iterator it; 
  for (it=this->alg->listaActual.begin();it != this->alg-
>listaActual.end();it++){ 
    SituacionTarea st = (*it); 
    Task t = st.tarea; 
    glBegin(GL_QUADS); 
      glColor3ub(st.r,st.g,st.b); 
      glVertex2i(st.x,st.y); 
      glVertex2i(st.x + t.getW(),st.y); 
      glVertex2i(st.x + t.getW(),st.y + t.getH()); 
      glVertex2i(st.x,st.y + t.getH()); 
    glEnd(); 
  } 
} 
//--------------------------------------------------------------------------- 
// Cambia los ejes de coordenadas del panel, para adaptarlo a la nueva FPGA 
void __fastcall TMain::setPanelFPGA() 
{ 
  glMatrixMode(GL_PROJECTION); 
  glLoadIdentity(); 
  gluOrtho2D(0,this->fpga->getW(),0,this->fpga->getH()); 
  glMatrixMode(GL_MODELVIEW); 
  glLoadIdentity(); 
} 
//--------------------------------------------------------------------------- 
bool __fastcall TMain::checkDatosFPGA(FPGA fpga,int minH,int maxH,int minW, 
                                      int maxW,int numTareas,int tiempoFinal) 
{ 
  if (minH <= 0){ 
    ShowMessage("¡Error!. La altura minima debe ser mayor que cero."); 
    return false; 
  } 
  if (minW <= 0){ 
    ShowMessage("¡Error!. La anchura minima debe ser mayor que cero."); 
    return false; 
  } 
  if (maxH > fpga.getH()){ 
    ShowMessage("¡Error!. La altura maxima es mayor que la de la fpga."); 
    return false; 
  } 
  if (maxW > fpga.getW()){ 
    ShowMessage("¡Error!. La anchura maxima es mayor que la de la fpga."); 
    return false; 
  } 
  if (numTareas<=0){ 
    ShowMessage("¡Error!. El numero de tareas debe ser mayor que cero"); 
    return false; 
  } 
  if (tiempoFinal<numTareas){ 
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    ShowMessage("¡Error!. El tiempo final debe ser mayor o igual que el numero 
de tareas"); 
    return false; 
  } 
  return true; 
} 
//--------------------------------------------------------------------------- 
void __fastcall TMain::FormDestroy(TObject *Sender) 
{ 
  if (this->fpga != NULL) delete this->fpga; 
  if (this->log != NULL) delete this->log; 
  if (this->alg != NULL) delete this->alg; 
} 
//--------------------------------------------------------------------------- 
// Metodo para actualizar la barra de estado de la ventana 
void __fastcall TMain::updateStatusBar(){ 
  AnsiString cadena; 
  if (this->alg == NULL) 
    cadena = "Algoritmo no seleccionado."; 
  else { 
    cadena = AnsiString(this->alg->comentario.c_str()); 
    cadena += "Ocupacion Instantanea: " + AnsiString(this->alg-
>getOcupacionInst()) + " % "; 
    cadena += "Ocupacion Media: " + AnsiString(this->alg->getOcupacionMedia()) 
+ " %"; 
  } 








  if (AbrirConf->Execute()) { 
    if (this->fpga == NULL) this->fpga = new FPGA(); 
    if (loadConf(AbrirConf->FileName.c_str(),this->listaTareas,*fpga,nomAlg) 
<0){ 
      ShowMessage("Error al cargar la configuración "); 
    return; 
    } 
    else { 
      ShowMessage("¡Configuración cargada con exito!"); 
      this->updateDatosFPGA(); 
      this->setPanelFPGA(); 
      this->updateTablaTareas(); 
      this->updateTablaTareas(); 
      if (nomAlg == "BinPacking MER "){ 
          this->alg = new BinPackingMER(); 
          algOK=true; 
      } 
// ******************************************* 
// Aquí cargaríamos el resto de los algoritmos 
// ******************************************* 
 
      if (algOK){ 
        this->alg->Init(this->listaTareas,this->fpga->getH(),this->fpga-
>getW(), 
                    this->fpga->getName()); 
        this->updateTiempoActual(); 
       this->updateStatusBar(); 
      } 
Sistemas Informáticos 
 .2.
      else { 
        ShowMessage("Fallo al cargar el Algoritmo: El nombre no corresponde a 
ningún algoritmo del sistema. Por favor cargue uno manualmente"); 
      } 
    } 
 











    if(this->alg->comentario.length()>0){hayAlg=true;} 
    } 
catch (Exception &error){ 
    hayAlg=false; 
} 
if (this->fpga->getH()>0 && this->fpga->getW()>0){hayFPGA=true;} 
if (this->listaTareas.size() >0){hayLista=true;} 
if (!hayAlg) ShowMessage("Tienes que seleccionar un Algoritmo para poder 
guardar la configuración"); 
if (!hayFPGA) ShowMessage("Tienes que seleccionar una FPGA para poder guardar 
la configuración"); 
if (!hayLista) ShowMessage("Tienes que seleccionar una Lista de Tareas para 
poder guardar la configuración"); 
if (hayFPGA && hayLista && hayAlg){ 
    if (GuardarConf->Execute()) { 
      if (saveConf(GuardarConf->FileName.c_str(),this->listaTareas,*fpga,this-
>alg) <0){ 
          ShowMessage("Error al guardar la configuración"); 
          return; 
      } 
    else ShowMessage("¡Configuración guardada con exito!"); 
    } 




























WINAPI WinMain(HINSTANCE, HINSTANCE, LPSTR, int) 
{ 
  try{ 
    Application->Initialize(); 
    Application->Title = "FPGA Simulator"; 
     Application->HelpFile = "C:\\Documents and Settings\\chema\\Mis 
documentos\\My Projects\\c++\\binpacking2d\\src\\Manual de usuario.chm"; 
     Application->CreateForm(__classid(TMain), &Main); 
     Application->CreateForm(__classid(TListaTareas), &ListaTareas); 
     Application->CreateForm(__classid(TAcercade), &Acercade); 
     Application->CreateForm(__classid(TFormFPGA), &FormFPGA); 
     Application->CreateForm(__classid(TFormHistorico), &FormHistorico); 
     Application->Run(); 
  } 
  catch (Exception &exception){ 
    Application->ShowException(&exception); 
  } 
















        r = color.r; 
        g = color.g; 








#include "StreamTokenizer.h"  
using namespace std;  
string StreamTokenizer::next() {  
 string result;  
 if(p != end) {  
  insert_iterator<string> ii(result, result.begin());  
  while(isDelimiter(*p) && p != end) p++;  
  while (!isDelimiter(*p) && p != end) *ii++ = *p++;  
 } 










using namespace std; 
//--------------------------------------------------------------- 
Task::Task(int w,int h,int tStart,int length,int tMax){ 
 this->w = w; 
 this->h = h; 
 this->tStart = tStart; 
 this->length = length; 




 this->w = 0; 
 this->h = 0; 
 this->tStart = 0; 
 this->length = 0; 
 this->tMax = 0; 
} 
//--------------------------------------------------------------- 
Task::Task(const Task& t){ // Constructor de copia 
 this->w = t.w; 
 this->h = t.h; 
 this->tStart = t.tStart; 
 this->length = t.length; 




// delete color;  
} 
//--------------------------------------------------------------- 
int Task::getW(){ return this->w; } 
//--------------------------------------------------------------- 
int Task::getH() { return this->h; } 
//--------------------------------------------------------------- 
int Task::getTStart() { return this->tStart; } 
//--------------------------------------------------------------- 
int Task::getLength() {return this->length; } 
//--------------------------------------------------------------- 
int Task::getTMax(){ return this->tMax; } // FIX:Por ahora no se utiliza 
//--------------------------------------------------------------- 
void Task::setColor(RGBColor color){ this->color = new RGBColor(color); } 
//--------------------------------------------------------------- 
void Task::getColor(RGBColor& color) {color = *(this->color) ; } 
//--------------------------------------------------------------- 
string Task::toString(){ 
 ostrstream s; 
 s << "Clase Task:" << endl; 
 s << "Ancho = " << this->getW() << endl; 
 s << "Alto = " << this->getH() << endl; 
 s << "TStart = " << this->getTStart() << endl; 
 s << "Length = " << this->getLength() << endl; 
 s << "TMax = " << this->getTMax() << endl; 
 s << ends; 
 string retVal; 
 retVal = s.str(); 
 // Cosas que hay que hacer para liberar el stream  
 s.seekp(-1, ios::cur);  
 s.rdbuf()->freeze(0);  
 return retVal; 
} 
//--------------------------------------------------------------- 















#include <cstdlib> //Para generar numeros aleatorios 
#include <ctime> // Para generar la semilla aleatoria 
using namespace std; 
//----------------------------------------------------------------------------
--------------- 
/* Crea una lista de tareas aleatorias 
* Valor de retorno: 0, en caso de exito, -1 en caso de error 
*/ 
int createTasks(int minW,int maxW,int minH,int maxH,int maxTimeTask,int 
maxTime, 
                int numTask,FPGA fpga,list<Task>& lTask){ 
 // if (DEBUG) ECHO("Entrando al metodo createTask"); 
 lTask.clear(); // limpiamos lo que hubiera en la lista de entrada 
 // if (DEBUG) ECHO("Creando las tareas"); 
 // Comprobamos los parametros: 
 if (minW <= 0) { 
  // if (DEBUG)WARNING("Parametro minW menor que cero. Se pone a 
uno"); 
  minW = 1; 
 } 
 if (minH<= 0) { 
  // if (DEBUG)WARNING("Parametro minH menor que cero. Se pone a 
uno"); 
  minH = 1; 
 } 
 if (maxW > fpga.getW()) { 
  // if (DEBUG)WARNING("Parametro maxW mayor que el tamaño de la 
fpga.Se pone al tamaño de la fpga"); 
  maxW = fpga.getW(); 
 } 
 if (maxH > fpga.getH()) { 
  // if (DEBUG)WARNING("Parametro maxH mayor que el tamaño de la 
fpga.Se pone al tamaño de la fpga"); 
  maxH = fpga.getH(); 
 } 
 if ((minW >= maxW) || (minH >= maxH)){ 
  // if (DEBUG)WARNING("Algun parametro minimo es mayor o igual que 
el maximo. Salimos de la funcion"); 
  return -1; 
 } 
 if (numTask <= 0) { 
  // if (DEBUG)WARNING("Numero  de tareas menor o igual que cero."); 
  return -1; 
 } 
  if (maxTime < numTask) { 
   if (DEBUG) WARNING("Tiempo final menor que el numerode tareas"); 
  return -1; 
  } 
 // if (DEBUG) ECHO("Parece que todos los parametros son correctos"); 
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 // Diferencias entre los minimos y los maximos de ancura y altura 
 int difW = maxW - minW + 1; 
 int difH = maxH - minH + 1; 
 // Sembramos la semilla aleatoria 
 srand(time(0)); 
 for (int i=0;i< numTask;i++){ 
  //if (DEBUG) ECHO("Generando anchura"); 
  int W = rand() % difW; 
  W += minW; // numero entre minW maxW 
  //if (DEBUG) ECHO("Generando altura"); 
  int H = rand() % difH; 
  H += minH; // numero entre minH y maxH 
  int length = (rand() % maxTimeTask)  + 1; 
  int time; 
    bool esta; 
    // Codigo de prueba para que no lleguen dos tareas en el mismo tiempo 
    do { 
      esta = false; 
      time = rand() % maxTime; // 0 -- maxTime 
      list<Task>::iterator it  = lTask.begin(); 
      while ((!esta) && (it != lTask.end())) { 
        if ((*it).getTStart() == time) esta = true; 
        it++; 
      } 
    } while (esta); 
  //if (DEBUG) ECHO("insertado el tiempo en el conjunto"); 
  Task t(W,H,time,length,0); // TODO: Falta el ultimo parametro que 
se deja por defecto a cero (TMax) 
  lTask.push_back(t); // Insertamos en la lista 
  //if (DEBUG) ECHO("insertado el tiempo en la lista"); 
 } 
 // if (DEBUG) ECHO("Salimos del bucle"); 
 lTask.sort(); // Ordenamos la lista de tareas por tiempo de llegada 




/* Carga una lista de tareas de un fichero.  
* TODO : Las lineas que comienzen con # seran consideradas 
* un comentario, por lo que se ignoraran. Para hacerlo hace falta leer el 
fichero de linea en linea 
* Valor de retorno: 0, en caso de exito, -1 en caso de error 
*/ 
int loadTasks(char *path,list<Task>& lTask){ 
 lTask.clear(); // limpiamos las tareas que hubiera en la lista 
 ifstream in(path); 
 if (!in){ 
  WARNING_VAR("No se pudo abrir el fichero " , path); 
  return -1; 
 } 
 StreamTokenizer words(in); // Para parsear el fichero palabra por 
palabara 
 string word; // cada palabra del fichero 
 int i =0; 
 int H,W,tStart,length,tMax; // Variables auxiliares 
 while((word = words.next()).size() != 0) { 
  //if (DEBUG) ECHO_VAR("Palabra extraida = ",word); 
  switch (i){ 
   case(0): 
    W = atoi(word.c_str()); 
    i++; 
    break; 
Simulación FPGA bidimensional 
 .2I
   case(1): 
    H = atoi(word.c_str()); 
 
    i++; 
    break; 
   case(2): 
    tStart = atoi(word.c_str()); 
    i++; 
    break; 
   case(3): 
    length = atoi(word.c_str()); 
    i++; 
    break; 
   case(4): 
    tMax = atoi(word.c_str()); 
    i++; 
    break; 
   default: 
    return -1; 
 
  } 
  if (i==5){ 
   Task t(W,H,tStart,length,tMax); 
   lTask.push_back(t); 
   i = 0; 
  } 
 } 
 in.close(); 




/* Salva a disco una lista de tareas. 
* Valor de retorno: 0, en caso de exito, -1 en caso de error 
*/ 
int saveTasks(char *path,list<Task>& lTask){ 
 if (lTask.size() == 0) { 
  WARNING("La lista de tareas esta vacia."); 
  return -1; 
 } 
 ofstream of(path); // Output Stream para escribir al fichero 
 if (!of){ 
  WARNING_VAR("No se pudo crear el fichero en la ruta ",path); 
  return -1; 
 } 
 for(list<Task>::iterator it=lTask.begin();it != lTask.end();it++){ 
  Task t = *it; // Conseguimos la tarea actual 
  of << t.getW() << " "  << t.getH() << " " << t.getTStart() << " " 




 return 0; 
} 
//--------------------------------------------------------------- 
/** Metodo para hallar la interseccion entre dos rectas dadas por dos puntos 
Devuelve -1 si las rectas son paralelas, es decir si el punto de interseccion 
no es valido 
*/ 
int interseccion(Point2D a,Point2D b,Point2D c,Point2D d,Point2D &i){ 
 // if (DEBUG) ECHO("Entrando al metodo interseccion de Utils");  
 // Resolvemos la ecuacion de las rectas 
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 // Ponemos cada recta de la forma ax + by + c = 0 
 Point2D v1 = b - a; // vector director de la recta 1 
 Point2D v2 = d - c; // vector director de la recta 2 
 int A,B,C,D,E,F; // Coeficientes de las ecuaciones de las rectas 
 A = v1.getY(); 
 B = -v1.getX(); 
 C = (a.getY() * v1.getX()) - (a.getX() * v1.getY()); 
 D = v2.getY(); 
 E = -v2.getX(); 
 F = (c.getY() * v2.getX()) - (c.getX() * v2.getY()); 
 /*  
 if (DEBUG) { 
  cout << "Valor de las rectas A="<< A << ",B=" << B << ",C=" << C 
<< endl; 




 // Miramos si las rectas son paralelas 
 if (paralelas(v1,v2)) { 
  // if (DEBUG) ECHO("Las rectas son PARALELAS"); 
  return -1; 
 
 } 
 if (coincidentes(A,B,C,D,E,F)){ 
  // if (DEBUG) ECHO("Las rectas son COINCIDENTES"); 
  return -1; 
 } 
 float x,y; // Coordenadas del punto de interseccion 
 if (A == 0.0f) {// La primera recta es horizontal 
  y = -C / B; 
  x = (-F - E*y) / D; 
 } 
 else 
 if (D == 0.0f) {// La segunda recta es horizontal 
  y = -F / E; 
  x = (-C - B*y) / A; 
 } 
 else 
 if (B == 0.0f){ // la primera recta es vertical 
  x = -C / A; 
  y = (-F -D*x) / E; 
 } 
 else 
 if (E == 0.0f){ // La segunda recta es vertical 
  x = -F / D; 
  y = (-C -A*x) / B; 
 }  
 else{  
  float aux1 = F*B - C*E; 
  float aux2 = A*E - D*B; 
  x = aux1 / aux2; 
  y = (-C - A*x) / B; 
 } 
 /* 
 if (DEBUG){ 
  ECHO_VAR("La coordenada x del punto es =",x); 
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 return 0; 
} 
//--------------------------------------------------------------- 
/** Parametros : 
Damos las rectas de la forma : 
Dos rectas son paralelas sii sus vectores de direccion forman 180º */ 
bool paralelas(Point2D v1,Point2D v2){ 
 float m1 = sqrt(pow(v1.getX(),2.0f) + pow(v1.getY(),2.0f)); // Modulo 
del vector 1 
 float m2 = sqrt(pow(v2.getX(),2.0f) + pow(v2.getY(),2.0f)); // Modulo 
del vector 2 
 // if (DEBUG) ECHO_VAR("Modulo 1=",m1); 
 // if (DEBUG) ECHO_VAR("Modulo 2=",m2); 
 float prodEsc = v1.getX() * v2.getX() + v1.getY() * v2.getY();  
 float prodMod = m1 * m2; 
 /* 
 if (DEBUG) { 
  ECHO_VAR("producto escalar=",prodEsc); 
  ECHO_VAR("Producto de modulos=",prodMod); 
 } 
 */ 
 if (prodEsc == prodMod) return true; 
 else return false; 
} 
//--------------------------------------------------------------- 
/** Parametros : 
Damos las rectas de la forma : 
Ax + By + C = 0 
Dx + Ey + F = 0 
Dos rectas son coindentes sii A/D = B/E == C/F */ 
bool coincidentes(int A,int B,int C,int D,int E,int F){ 
 float aux1 = (D == 0) ? (float) A : (float) A / D; 
 float aux2 = (E == 0) ? (float) B: (float) B/ E; 
 float aux3 = (F == 0) ? (float) C: (float) C/ F; 
 /* 
 if (DEBUG) { 
  ECHO("Metodo coincidentes"); 
  ECHO_VAR("Valor de aux1=",aux1); 
  ECHO_VAR("Valor de aux2=",aux2); 
  ECHO_VAR("Valor de aux3=",aux3); 
 } 
 */ 
 if ((aux1 == aux2) && (aux2 == aux3)) return true; 
 else return false; 
} 
//--------------------------------------------------------------- 
void intercambiar(int &a,int &b){ 
 int aux = a; 
 a = b; 




// Guarda una fpga en un fichero 
int saveFPGA(char *path,FPGA fpga){ 
 ofstream of(path); // Output Stream para escribir al fichero 
 if (!of){ 
  WARNING_VAR("No se pudo crear el fichero en la ruta ",path); 
  return -1; 
 } 
 of << fpga.getH() << " "  << fpga.getW() << " " << 









// Carga una fpga desde disco 
int loadFPGA(char *path,FPGA &fpga){ 
  ifstream in(path); 
 if (!in){ 
  WARNING_VAR("No se pudo abrir el fichero " , path); 
  return -1; 
 } 
 StreamTokenizer words(in); // Para parsear el fichero palabra por 
palabra 
 string word; // cada palabra del fichero 
 int i =0; 
 int H,W; // Variables auxiliares 
  string name; 
 while((word = words.next()).size() != 0) { 
  //if (DEBUG) ECHO_VAR("Palabra extraida = ",word); 
  switch (i){ 
   case(0): 
    H = atoi(word.c_str()); 
    i++; 
    break; 
   case(1): 
    W = atoi(word.c_str()); 
    i++; 
    break; 
   case(2): 
    name = word; 
    i++; 
    break; 
  } 
  if (i==3){ 
      fpga.setH(H); 
      fpga.setW(W); 
      fpga.setName(name); 
      i = 0; 
  } 
 } 
 in.close(); 




int loadConf(char *path,list<Task>& lTask,FPGA &fpga,string &alg){ 
 ifstream in(path); 
 if (!in){ 
  WARNING_VAR("No se pudo abrir el fichero " , path); 
  return -1; 
 } 
 StreamTokenizer words(in); // Para parsear el fichero palabra por 
palabra 
 string word; // cada palabra del fichero 
 int i =0; 
 //int H,W; // Variables auxiliares 
  int H,W,tStart,length,tMax; 
  string name; 
  AnsiString cadena; 
  cadena=word.c_str(); 
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  word = words.next(); 
  cadena=word.c_str(); 
  //ShowMessage(cadena); 
 
 if  (word=="FPGA"){ 
ShowMessage("FPGA cargada con éxito..."); 
  while((word = words.next()) != "TAREAS") { 
  switch (i){ 
   case(0): 
    H = atoi(word.c_str()); 
    i++; 
    break; 
   case(1): 
    W = atoi(word.c_str()); 
    i++; 
    break; 
   case(2): 
    name = word; 
    i++; 
    break; 
  } 
  if (i==3){ 
      fpga.setH(H); 
      fpga.setW(W); 
      fpga.setName(name); 
      i = 0; 
  } 
  } 
 } 
 if  (word=="TAREAS"){ 
 i=0; 
 lTask.clear(); 
  ShowMessage("Tareas cargadas con éxito..."); 
    while((word = words.next()) != "ALGORITMO") { 
  switch (i){ 
   case(0): 
    W = atoi(word.c_str()); 
    i++; 
    break; 
   case(1): 
    H = atoi(word.c_str()); 
    i++; 
    break; 
   case(2): 
    tStart = atoi(word.c_str()); 
    i++; 
    break; 
   case(3): 
    length = atoi(word.c_str()); 
    i++; 
 
    break; 
   case(4): 
    tMax = atoi(word.c_str()); 
    i++; 
    break; 
   default: 
    return -1; 
  } 
  if (i==5){ 
   Task t(W,H,tStart,length,tMax); 
   lTask.push_back(t); 
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   i = 0; 
  } 
 } 
 } 
 if (word=="ALGORITMO"){ 
ShowMessage("Algoritmo cargado con éxito..."); 
  ostrstream s; 
  while((word = words.next()) != "END") { 
 s << word << " "; 
  } 
 s << ends; 
 alg = s.str(); 











int saveConf(char *path,list<Task>& lTask,FPGA fpga,Algoritmo *alg){ 
 ofstream of(path); // Output Stream para escribir al fichero 
 if (!of){ 
  WARNING_VAR("No se pudo crear el fichero en la ruta ",path); 
  return -1; 
 } 
  AnsiString cadena; 
  cadena = AnsiString(alg->comentario.c_str()); 
  of << "FPGA" << endl; 
 of << fpga.getH() << " "  << fpga.getW() << " " << 
fpga.getName().c_str() << endl; 
  of << "TAREAS" << endl; 
   for(list<Task>::iterator it=lTask.begin();it != lTask.end();it++){ 
  Task t = *it; // Conseguimos la tarea actual 
  of << t.getW() << " "  << t.getH() << " " << t.getTStart() << " " 
<< t.getLength() << " "<< t.getTMax() << endl; 
 } 
  of << "ALGORITMO" << endl; 
  of << cadena << endl; 







float round2Dec(float valor){ 
    float retVal = (float) 0; 
    int parteEntera = (int) valor; 
    float parteDecimal = valor - parteEntera; 
    parteDecimal *= 100; 
    int aux = (int) parteDecimal; 
    float aux2 =  ((float)aux / 100.0f); 
    retVal = (float)parteEntera + aux2; 

















#pragma resource "*.dfm" 
TFormHistorico *FormHistorico; 
//--------------------------------------------------------------------------- 
__fastcall TFormHistorico::TFormHistorico(TComponent* Owner) 




void __fastcall TFormHistorico::AceptarClick(TObject *Sender) 
{ 
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