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Resumen 
El sistema UN_Datex se desarrolla para automatizar los procesos involucrados en la 
gestión y mantenimiento de los datos experimentales que hacen parte de una 
investigación científica, convirtiéndose en una herramienta necesaria para el investigador 
quien debe velar por el buen uso e integridad de los datos.  El diseño del sistema 
UN_Datex involucra aspectos que apuntan a la ejecución de las mejores prácticas para 
investigadores.  Su construcción sigue una metodología propuesta desde la ingeniería 
del software en la que el seguimiento de los pasos de especificación, desarrollo, 
validación y evolución del software garantizan el cumplimiento de las especificaciones de 
requerimientos de software.  La herramienta es aplicada a experimentos de los grupos de 
investigación PAAS_UN y EMC_UN de la Universidad Nacional de Colombia obteniendo 
resultados que evidencian la funcionalidad del sistema. 
 
Palabras clave:  Recolección, interfaz, datos, integridad, experimentos, investigación. 
 
Abstract 
The system UN_Datex develops to automate the processes involved in the management 
and maintenance of the experimental information that do part of a scientific investigation, 
turning into a tool necessary for the investigator who must guard over the good use and 
integrity of the information. The design of the system UN_Datex involves aspects that 
point at the execution of the best practices for investigators. His construction follows a 
methodology proposed from the engineering of the software in which the follow-up of the 
steps of specification, development, validation and evolution of the software guarantee 
the fulfillment of the specifications of requirements of software. The tool is applied to 
experiments of the groups of investigation PAAS_UN and EMC_UN of the National 
University of Colombia obtaining results that demonstrate the functionality of the system. 
Keywords: Compilation, interface, information, integrity, experiments, investigation. 
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Introducción 
El buen manejo de la información dentro de los grupos de investigación es fundamental 
para lograr resultados confiables que determinan directamente el  éxito de una 
investigación científica.  Se hace indispensable implementar infraestructuras para 
compartir, acceder, reutilizar y mantener los datos  experimentales que corresponden al 
insumo del proceso dentro de una práctica investigativa [34].    
La presente tesis da respuesta en primera instancia a necesidades planteadas por 
grupos de investigación, para los cuales se definen los diversos módulos, subsistemas, 
actores, casos de uso y acciones que se describen en el capítulo 2.  También responde 
al planteamiento de una estructura de la información en la que se considera las acciones 
definidas dentro de las mejores prácticas para el manejo de datos, incluyéndose los 
procesos de conversión y unificación de formatos de datos, seguridad de la información, 
registro de la metadata, autentificación de usuarios, automatización del almacenamiento 
de los datos; temas que se desarrollan en el capítulo 3 y que se validan con los grupos 
de investigación cuyos resultados se muestran en el capítulo 4 del presente documento.   
UN_Datex es una herramienta de software que recibe y almacena los datos 
experimentales en una base de datos de forma óptima, proporcionando seguridad al 
sistema y evitando la pérdida de los mismos.  Contiene una aplicación web que permite 
el acceso a un servidor y que se codifica en lenguaje PHP el cual es  soportado por los 
navegadores web y contiene elementos que permiten una comunicación activa entre el 
usuario y la información.  Lo anterior permite que el usuario acceda a los datos de modo 
interactivo, gracias a que la página responderá a cada una de sus solicitudes, dando 
respuesta a las acciones de visualización, edición, borrado y cargue de datos.     
Este software se desarrolló sin requerir licencias de funcionamiento, con código abierto, 
modular, flexible, configurable, bajo plataformas de software libre y utilizando 
metodologías que permiten personalizar la aplicación de una manera sencilla según los 
requerimientos del usuario. 
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El sistema UN_Datex, quedará disponible para los grupos de investigación en general, 
convirtiéndose en un aporte significativo para el desarrollo de la investigación tal como lo 
expresa el Grupo de Investigación en Mecanismo de desarrollo Limpio y Gestión 
Energética de la Universidad Nacional de Colombia, el Programa de investigación sobre 
la adquisición y análisis de señales  de la Universidad Nacional de Colombia, el Grupo de 
Investigación de Compatibilidad Electromagnética de la Universidad Nacional de 
Colombia y la Fundación Universitaria Cafam desde su la Facultad de ingeniería.  Ver 
Anexo A. 
Con el uso de la herramienta UN_Datex, se agiliza el desarrollo investigativo llegando 
con rapidez y facilidad a la etapa de análisis de resultados.  El usuario potencial de esta 
herramienta son los grupos de investigación que requieran almacenar, procesar datos 
experimentales y sistematizar toda aquella información particular relacionada con el 
grupo, los integrantes, los experimentos, las estaciones, los equipos y los sensores. 
El presente documento muestra todo el desarrollo metodológico llevado a cabo en el 
diseño e implementación del Sistema Automático de Recepción, Almacenamiento y 
Procesamiento de Datos Experimentales, UN_Datex.  En el capítulo 1.  Marco Teórico, 
se presenta todo el fundamento teórico necesario para poder desarrollar el sistema 
UN_Datex.  En el capítulo 2. Especificación del software, se describe  la metodología 
llevada a cabo para la definición de las especificaciones del software y los documentos 
resultantes.  En el capítulo 3.  Desarrollo del software, se explica el procedimiento para 
el diseño e implementación del software. En el capítulo 4. Validación del software, se 
muestran los resultados obtenidos al utilizar la aplicación UN_Datex en experimentos de 
dos grupos de investigación de la Universidad Nacional de Colombia.  Finalmente, en el 
capítulo 5. Evolución del software, se indica la continuidad y posibles mejoras que se 
pueden agregar al sistema de acuerdo con las consideraciones de las mejores prácticas. 
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1. Marco Teórico 
1.1 La recolección de datos experimentales, su 
problemática y posibles soluciones 
De acuerdo con la metodología de la investigación científica propuesta por M. Sandino en 
la que articula los elementos básicos del proceso de la investigación, la investigación 
científica es un proceso que se desarrolla llevando a cabo procedimientos dentro de los 
cuales se encuentra la recolección de datos que se realiza con diversos instrumentos 
como lo son: La observación, la entrevista, el cuestionario, las escalas de actitudes, los 
test, entre otros.   
M. Sandino define la observación como la técnica que se utiliza en la vida cotidiana para 
adquirir conocimiento; permanentemente se observa, pero rara vez se hace 
científicamente.  Para que la observación se convierta en técnica científica debe ser 
planificada, controlada sistemáticamente, sujeta a comprobaciones y a controles de 
validez y confiabilidad.   
“Desde el punto de vista científico, la observación ofrece una serie de ventajas respecto 
de otras técnicas, pero también de limitaciones y dificultades”.  “La mayor limitación de 
ésta técnica se refiere a la manera cómo el investigador capta e interpreta el fenómeno 
que observa a partir de su concepción de mundo y a la dificultad que se presenta a veces 
para distinguir entre el hecho observado y la observación que el investigador realiza” [17].  
En la observación técnica científica, la objetividad juega un papel importante.  De 
acuerdo con Mertens, para un instrumento de medición, la objetividad se refiere al grado 
en que éste es permeable a la influencia de los sesgos y tendencias del investigador o 
investigadores que lo administran, califican e interpretan.  Las limitantes humanas tales 
como la incapacidad para tomar mediciones de eventos que ocurren en intervalos de 
tiempos muy cortos, también son factores que definen los instrumentos de medición [25].  
15 
 
Por todas las dificultades anteriormente planteadas se requieren realizar observaciones 
científicas utilizando medios técnicos especiales. 
A nivel industrial se han desarrollado herramientas ofrecidas por fabricantes en el área de 
la automatización, como lo son: Schneider Electric, Johnson Controls, Siemens, etc, para 
la observación automatizada de variables tales como: temperatura, humedad, presión, 
flujo, etc. Éstas se basan en sistemas compactos que permiten la recepción de datos 
bajo diversos medios y protocolos de comunicación, además de incluir controladores  y 
puertos de entrada y salida para la conexión de sensores y actuadores respectivamente.  
Además se ofrecen herramientas computacionales que permiten al usuario diseñar su 
pantalla de visualización y manejar una base de datos para la preservación de los datos 
medidos [37].  La Figura 1 muestra un ejemplo de una solución propuesta por el 
fabricante Schneider Electric, para la recepción, supervisión y almacenamiento de datos 
medidos.  
 
 
 
 
 
 
 
El sistema propuesto en la Figura 1, consta de un Scada para la administración de la 
base de datos, dos Unidades Terminales Remotas (RTU - W320E) encargadas de leer y 
enviar a los transmisores los datos de estado y un PLC donde se conectan los sensores 
y todas las señales que se requieran supervisar [37].  Sin embargo; estas soluciones 
industriales son propietarias, compactas, robustas, requieren de licencias de 
funcionamiento y un presupuesto elevado para su implementación; además están 
Figura 1. Solución industrial.  Fuente:  Schneider Electric 
16 
 
diseñadas para fines aplicativos más que investigativos; por lo tanto no representan una 
herramienta flexible de gran ayuda al investigador para realizar los análisis pertinentes. 
En el área educativa y académica se encuentran soluciones de apoyo a los procesos 
investigativos, basadas en la implementación de sistemas de información en los que se 
registra la gestión de los grupos de investigación, tales como: 
- Hermes es el Sistema de Información de la Investigación de la Universidad Nacional de 
Colombia que permite:  
 Crear y modificar convocatorias y hacer seguimiento a los proyectos por cada 
convocatoria. 
 Ingresar, administrar, evaluar y consultar proyectos de investigación presentados 
por docentes de la Universidad. 
 Interactuar con los sistemas administrativos y financieros de la Universidad para 
obtener información de docentes, estudiantes, administrativos y de los recursos 
utilizados en la investigación. 
 Obtener indicadores de gestión, estadísticas, reportes y gráficas de los procesos 
de investigación. 
 Consultar, cargar y descargar información y obtener ayuda inmediata. 
Hermes se apoya en una base de datos de investigadores, grupos de investigación, 
proyectos, instituciones, evaluadores, líneas de investigación, etc. con el propósito de ser 
una herramienta confiable, fácil, ágil y segura para cualquier persona que utilice el 
Sistema.  Esta es la herramienta  institucional de apoyo a la investigación que si bien 
permite registrar los proyectos, responsables, recursos, etc; no permite registrar 
información específica de los experimentos [28]. 
- SDIN es el Sistema de Información en Investigación diseñado por la Universidad de La 
Sabana para la captura, manejo y gestión de las actividades de investigación que realiza.  
Pueden acceder al SDIN profesores registrados en el sistema dentro de un grupo de 
investigación en el rol de investigador.  Permite inscribir grupos, proyectos, productos, 
diagramas de flujo de los estados de los proyectos [29].   
17 
 
- SAGI es el Sistema de Información de Apoyo a la Gestión de la Investigación de la 
Universidad Autónoma de Occidente, que fue desarrollada a la medida para las 
necesidades y requerimientos de la Universidad. 
El sistema de información se compone de los siguientes módulos: 
 Gestión de la investigación: es el soporte al proceso administrativo para el manejo 
de información del modelo de gestión de investigación, grupos e investigadores, 
trámites, y el manejo de redes de investigación. 
 Gestión de proyectos: es el soporte al proceso de formulación de proyectos, 
gestión de convocatorias, selección y seguimiento a la ejecución de proyectos de 
investigación.  
 Gestión de la producción científica y tecnológica: soporte al proceso de gestión de 
la producción intelectual (libros, artículos, software, patentes, etc) de los 
investigadores de la Universidad.  
 Reportes e indicadores: permite generar reportes a partir de la información 
registrada en el sistema y obtener un conjunto de indicadores de la investigación 
[27].  
- SIIU es el Sistema de Información para la Investigación de la universidad de Antioquia.  
Es una herramienta informática creada para mejorar la eficiencia en la administración de 
los proyectos de investigación de dicha universidad [30]. 
De acuerdo con las fuentes consultadas, no se cuenta a nivel universitario con una 
herramienta institucional de apoyo a la investigación que involucre directamente el 
manejo de los datos exerimentales.  La Universidad Nacional cuenta de igual manera con 
una herramienta que como se indica en el presente apartado 
1.2 Mejores prácticas para el manejo de datos 
El buen manejo de los datos es fundamental para tener excelencia en la investigación, 
unos datos experimentales de alta calidad, facilitar la compartición y asegurar la 
sostenibilidad y accesibilidad a los datos a largo plazo además de su reutilización para 
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ciencias futuras.  La definición de las mejores prácticas indicadas a continuación en los 
ítems 1.2.1, 1.2.2, 1.2.3, 1.2.4 y 1.2.5, toma como referencia lo expuesto por V. Van den 
Eynden,  L. Corti,  M. Woollard, L. Bishop y  L. Horton, en su documento: “Managing and 
Sharing Data.  Best Practice for Researchers”, de la referencia [34]. 
La responsabilidad para el manejo de datos cae inicialmente sobre los investigadores, 
pero las instituciones u organizaciones se pueden proveer de programas de soporte, 
herramientas e infraestructura para ayudar de muchas maneras con el manejo de los 
datos.  Establecer los roles y las responsabilidades de todas las partes involucradas es 
clave para el éxito del manejo y compartición de datos. 
Si los datos de investigación están bien documentados, organizados, preservados, 
accesibles y su exactitud y validez es controlada todo el tiempo, los resultados son datos 
de alta calidad, investigaciones eficientes con ahorro de tiempo y recursos y hallazgos 
basados en evidencias sólidas.  Los mismos investigadores se benefician por el buen 
manejo de los datos, pero esto debe ser bien planeado antes de que la investigación 
comience y no necesariamente deben incurrir en mucho tiempo y costos adicionales para 
la práctica investigativa. 
En cuanto a la compartición de los datos experimentales, es una de las actividades de 
mayor prioridad para los investigadores, lo cual se refleja en sus políticas y en la 
demanda de proyectos desarrollados para la implementación de infraestructuras de 
compartición y gestión de los datos.   
1.2.1 Porqué y cómo compartir los datos experimentales 
Los datos de investigación son un recurso valioso.  Usualmente se requiere de mucho 
tiempo y dinero para ser producidos.  Muchos datos tienen un valor significativo que va 
más allá del valor que se les puede dar desde su propia investigación.  
Compartiendo los datos experimentales, los científicos pueden promover la investigación, 
la innovación y liderar el uso de nuevos datos potenciales para nuevos colaboradores.  
Se maximiza la transparencia y el conteo.  Se habilita el escrutinio de los datos 
investigados.  Se promueve la mejora y validación de los métodos de investigación. Se 
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reduce el costo de duplicación en la recolección de los datos.  Se incrementa el impacto y 
visibilidad de las investigaciones e investigadores.  Se provee una importante fuente de 
investigación y entrenamiento. 
La facilidad con la cual los datos digitales pueden ser almacenados, permite el acceso en 
línea de los usuarios, lo que significa que muchas instituciones  son encaminadas para 
compartir los datos de la investigación incrementando el impacto y la visibilidad de sus 
investigaciones. 
Existen varias maneras de compartir datos en las que se incluyen: Depositarlos en 
Centros especializados o bancos de datos, en repositorios institucionales o en un sitio 
web institucional.  Cada una de estas maneras de compartir datos tiene sus ventajas y 
sus desventajas.  Los centros de datos no tienen la capacidad de aceptar todos los datos 
que se desean cargar.  Los repositorios institucionales no tienen la capacidad de 
mantener los datos durante mucho tiempo o soportar datos de investigaciones complejas 
y los sitios web son frecuentemente efímeros con poca sostenibilidad. 
Sin embargo, las ventajas de depositar datos en un centro especializado incluye:   
 Asegura de que los datos tengan un estándar de calidad  
 Preserva a largo plazo los datos en un formato estandarizado y accesible 
 Conserva los datos en un ambiente seguro con la habilidad para controlar el 
acceso cuando se requiera 
 Hace regularmente Back-ups de los datos depositados  
 Descubre fuentes de datos online a través de catálogos 
 Accede a datos en formatos simples 
 Comparte datos para muchos usuarios 
 Controla el acceso de datos y usuarios 
 Monitorea datos para usos secundarios 
1.2.2  Roles y responsabilidades para el manejo de los datos 
El manejo de los datos no es siempre simplemente responsabilidad del investigador.  
Varias partes están involucradas en el proceso y pueden jugar diversos roles en el 
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aseguramiento de una buena calidad de datos y reduciendo algunas limitaciones en la 
compartición de los datos.  En una investigación colaborativa es muy importante que los 
roles y los permisos sean asignados y no simplemente presumidos.  Las personas 
involucradas en el manejo y compartición de los datos pueden ser: 
 El director del proyecto 
 Investigadores recolectores, procesadores y analistas de datos 
 Contratistas externos involucrados en el ingreso, procesamiento, recolección o 
análisis de los datos 
 Administrador 
 Responsable del centro de datos externo o del servicio web quienes facilitan la 
compartición de datos 
 Personal del servicio de tecnologías de la información, encargados del 
almacenamiento y servicios de back-up. 
1.2.3  Metadata y documentación estructurada de datos 
Siempre que los datos sean usados se requiere una información adicional que 
contextualice y que le dé sentido a los datos.  En el contexto de manejo de datos, 
metadata es un subconjunto de la documentación de datos estructurada y estandarizada 
que explica el origen, los propósitos, tiempos de referencia, localización geográfica, 
creadores, condiciones de acceso y términos de uso de una colección de datos.   
La documentación de los datos explica cómo los datos fueron creados y digitalizados, su 
contenido y estructura, las manipulaciones  que se le han realizado.  La documentación 
de datos podría ser considerada la mejor práctica cuando se está creando, organizando y 
manejando datos y es de gran importancia para la preservación de los mismos. 
Una buena documentación de datos también incluye: 
 El contexto de la colección de datos: Historia de proyecto, objetivos e hipótesis. 
 Métodos de la colección de datos: muestreo, proceso de la colección de datos, 
instrumentos usados, software y hardware utilizados, escalas, resoluciones, 
cobertura temporal y geográfica y fuentes de datos secundarias usadas. 
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 Conjunto de datos estructurados, estudios de casos y relaciones entre archivos 
 Validación de datos, pruebas y procedimientos de garantía de calidad llevados a 
cabo 
 Cambios realizados a los datos 
 Información de acceso, condiciones de uso y datos de confidencialidad 
 Definición de terminologías especiales o acrónimos utilizados  
A nivel de datos la documentación también puede incluir: 
 Nombres, etiquetas, descripción de variables, tipos de datos y valores 
 Definición de códigos y clasificación de esquemas utilizados 
 Definición de terminología especial o acrónimos utilizados 
 Códigos de valores perdidos 
 Datos derivados creados después de la recolección a través de algoritmos o 
archivos de comandos 
 Lista de anotaciones 
1.2.4 Formato de datos. Conversiones 
Los formatos en la que los datos experimentales son generados y digitalizados dependen 
del hardware utilizado, de la disponibilidad del software, de cómo los investigadores han 
planeado el análisis de los datos  o puede ser determinado por un estándar específico. 
Toda la información digital está diseñada para ser interpretada por programas de 
computador.  Sin embargo, existen muchos programas que no son compatibles incluso 
entre sus mismas versiones anteriores por lo que la opción más sana para garantizar el 
acceso de datos a largo plazo es convertir los datos a formatos estándar que la mayor 
parte de software sean capaces de interpretar.  
Cuando los datos son convertidos de un formato a otro por exportación o por el uso de un 
software, algunos  cambios pueden ocurrir.  Después de las conversiones los datos 
podrían ser revisados para detectar errores o cambios que pueden ser causados por el 
mismo proceso de conversión. 
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1.2.5 Copias de seguridad de los datos 
Hacer copias de seguridad de los archivos es una práctica esencial del buen manejo de 
los datos.  Estos protegen contra accidentales o maliciosas pérdidas de datos debidas a: 
 Fallas en el software 
 Infección de virus  
 Fallas en la alimentación del sistema 
 Errores humanos. 
Es importante tener en cuenta que la realización de las copias de seguridad depende del 
valor de los datos y de los niveles de riesgo.  Cuando unos datos contienen información 
personal, se podrían crear un mínimo número de copias.  Pero si los datos contienen 
información crítica se pueden realizar copias de seguridad diariamente. 
1.3 Conceptos y Herramientas informáticas 
Los siguientes conceptos y muestras de herramientas informáticas fundamentan el 
desarrollo de la presente tesis. 
1.3.1. Lenguaje Unificado de Modelado UML 
El lenguaje unificado de diagrama (UML) sirve para especificar, visualizar y documentar 
esquemas de sistemas de software orientado a objetos. UML permite visualizar un diseño 
y hacerlo más entendible para el público.  Está controlado por el grupo de administración 
de objetos (OMG) y es el estándar de descripción de esquemas de software.  UML se 
compone de muchos elementos de esquematización que representan las diferentes 
partes de un sistema de software. Los elementos UML se utilizan para crear diagramas 
que representan alguna parte o punto de vista del sistema [36] .  
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Es posible representar las ideas en UML utilizando diversos tipos de diagramas.  
Umbrello UML Modeller 1.2 soporta los siguientes tipos:  
 Diagrama de casos de uso: Muestra a los actores (otros usuarios del sistema), los 
casos de uso (las situaciones que se producen cuando utilizan el sistema) y sus 
relaciones. 
 Diagrama de clases:   Muestra las clases y la relaciones entre ellas. 
 Diagrama de secuencia: Muestra los objetos y sus múltiples relaciones entre 
ellos. 
 Diagrama de colaboración: Muestra objetos y sus relaciones, destacando los 
objetos que participan en el intercambio de mensajes. 
 Diagrama de estado: Muestra estados, cambios de estado y eventos en un objeto 
o en parte del sistema. 
 Diagrama de actividad: Muestra actividades, así como los cambios de una a otra 
actividad junto con los eventos que ocurren en ciertas partes del sistema. 
 Diagrama de componentes: Muestra los componentes de mayor nivel de la 
programación. 
 Diagrama de implementación: Muestra las instancias de los componentes y sus 
relaciones. 
 Diagrama de entidad relación E-R: Muestra los datos y las relaciones y 
restricciones entre ellos [36].   
Para el desarrollo del sistema UN_Datex se utiliza la herramienta Umbrello UML para 
realizar los UML de los actores y de los casos de uso, tomándose como opción inicial 
para  realizar los diagramas de entidad-relación E-R; por esta razón, sólo estos dos tipos 
de diagrama son detallados en el presente documento.  
 
Diagramas de casos de uso 
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Los diagramas de casos de uso describen las relaciones y las dependencias entre un 
grupo de casos de uso y los actores participantes en el proceso.  Los diagramas de 
casos de uso sirven para facilitar la comunicación con los futuros usuarios del sistema y 
con el cliente.  Resultan especialmente útiles para determinar las características 
necesarias que tendrá el sistema. En otras palabras, los diagramas de casos de uso 
describen qué es lo que debe hacer el sistema, pero no cómo [36].   
La Figura 2 muestra un ejemplo de un diagrama UML de caso de uso en el que se 
distinguen unos actores y unas acciones. 
 
Figura 2. Diagrama UML de casos de uso 
 Caso de uso:   Un caso de uso describe, desde el punto de vista de los actores, 
un grupo de actividades de un sistema que produce un resultado concreto y 
tangible.  Los casos de uso son descriptores de las interacciones típicas entre los 
usuarios de un sistema y ese mismo sistema.   Cuando se trabaja con casos de 
uso, es importante tener presentes algunas sencillas reglas, tales como las 
definidas en la referencia [36]:  
 Cada caso de uso está relacionado como mínimo con un actor 
 Cada caso de uso es un iniciador (es decir, un actor) 
 Cada caso de uso lleva a un resultado relevante 
Los casos de uso pueden tener relaciones con otros casos de uso. Los tres tipos de 
relaciones más comunes entre casos de uso son: 
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 “Include”: Que especifica una situación en la que un caso de uso tiene 
lugar dentro de otro caso de uso 
 “Extends”: Que especifica que en ciertas situaciones o en algún punto un 
caso de uso será extendido por otro. 
 “Generalización”: que especifica que un caso de uso hereda las 
características del “súper” caso de uso y puede volver a especificar 
algunas o todas ellas de una forma muy similar a las herencias entre 
clases.  
 Actor: Un actor es una entidad externa que interacciona con el sistema 
participando y normalmente iniciando, en un caso de uso. Los actores pueden ser 
gente real por ejemplo, usuarios del sistema, otros ordenadores o eventos 
externos.  Los actores no representan personas físicas o a sistemas, sino su rol. 
Esto significa que cuando una persona interactúa con el sistema de diferentes 
maneras, asumiendo diferentes papeles, estará representado por varios actores.  
 Descripción de casos de uso: Las descripciones de casos de uso son reseñas 
textuales del caso de uso [36].  
1.3.2. Bases de datos relacionales 
De acuerdo con la referencia [19],  se definen las bases de datos relacionales son el 
conjunto de una o más tablas estructuradas en registros y campos, que se vinculan entre 
sí por un campo en común.  En éstas se almacenan los datos en tablas separadas, se 
permite definir las relaciones existentes entre las tablas y combinar datos de varias tablas 
de consulta.   
En una base de datos relacional, las relaciones permiten evitar la existencia de datos 
redundantes. Para asegurarse de que los datos estén sincronizados, se construyen las 
tablas con integridad referencial.  Las relaciones de integridad referencial garantizan que 
la información de una tabla coincida con la información de otra.  
26 
 
En las bases de datos relacionales los datos son almacenados y organizados de forma 
óptima proporcionando seguridad al sistema y evitando la pérdida de los mismos. 
Entre las ventajas de estas bases de datos se encuentran: 
 Evita la duplicidad de registros utilizando llaves principales y foráneas 
 Garantiza la integridad referencial, es decir, que cuando se elimina un registro se 
eliminan todos los registros relacionados dependientes. 
 Favorece la normalización, proceso necesario para que una base de datos sea 
utilizada de manera óptima, por ser más comprensible y aplicable. 
 Permiten modelar problemas reales y administrar los datos dinámicamente 
 Al encontrarse los datos en tablas separadas en lugar de una gran tabla, aporta 
velocidad y flexibilidad [19]. 
 
Integridad de los datos en bases de datos relacionales  
La exigencia de integridad de los datos garantiza la calidad de los datos de la base de 
datos. Por ejemplo, si se especifica un password para un usuario, la base de datos no 
debe permitir que ningún otro usuario tenga el mismo valor de password. Si se tiene una 
columna de datos para la que se prevean valores entre 1 y 10, la base de datos no debe 
aceptar valores fuera de ese intervalo.  
Dos pasos importantes en el diseño de las tablas son la identificación de valores válidos 
para una columna y la determinación de cómo forzar la integridad de los datos en la 
columna. La integridad de datos pertenece a una de las siguientes categorías:  
 Integridad de entidad: La integridad de entidad define una fila como entidad 
única para una tabla determinada. La integridad de entidad exige la integridad de 
las columnas de los identificadores o la clave principal de una tabla, mediante 
índices y restricciones UNIQUE, o restricciones PRIMARY KEY. 
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 Integridad de dominio: La integridad de dominio viene dada por la validez de las 
entradas para una columna determinada. Puede exigir la integridad de dominio 
para restringir el tipo mediante tipos de datos, el formato mediante reglas y 
restricciones CHECK, o el intervalo de valores posibles mediante restricciones 
FOREIGN KEY, restricciones CHECK, definiciones DEFAULT, definiciones NOT 
NULL y reglas. 
 Integridad definida por el usuario: La integridad definida por el usuario permite 
definir reglas de empresa específicas que no pertenecen a ninguna otra categoría 
de integridad. Todas las categorías de integridad admiten la integridad definida 
por el usuario. Esto incluye todas las restricciones de nivel de columna y nivel de 
tabla en CREATE TABLE, procedimientos almacenados y desencadenadores. 
 Integridad referencial: La integridad referencial es un sistema de reglas que 
garantizan que las relaciones entre filas de tablas relacionadas sean válidas y que 
no se eliminen ni cambien accidentalmente los datos relacionados.  La integridad 
referencial protege las relaciones definidas entre las tablas cuando se crean o se 
eliminan filas. En SQL la integridad referencial se basa en las relaciones entre 
claves externas y claves principales o entre claves externas y claves exclusivas, 
mediante restricciones FOREIGN KEY y CHECK. La integridad referencial 
garantiza que los valores de clave sean coherentes en las distintas tablas. Para 
conseguir esa coherencia, es preciso que no haya referencias a valores 
inexistentes y que, si cambia el valor de una clave, todas las referencias a ella se 
cambien en consecuencia en toda la base de datos [19].  “Cuando se exige la 
integridad referencial, se impide a los usuarios:  
 Agregar o cambiar filas en una tabla relacionada si no hay ninguna fila 
asociada en la tabla principal.  Sin embargo; se puede especificar un valor 
NULL en la columna de clave externa. Por ejemplo, no se puede indicar 
que se asigna un experimento a un usuario que no está incluido en la tabla 
de usuarios, pero se puede indicar que un usuario no tiene experimento 
asignado, mediante la especificación de un valor NULL en la columna 
experiment_id de la tabla usuarios 
 Cambiar valores en una tabla principal que luego crea filas huérfanas en 
una tabla relacionada. 
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 Eliminar filas de una tabla principal cuando hay filas relacionadas 
coincidentes. 
Se puede establecer la integridad referencial cuando se cumplen las condiciones 
siguientes: 
 La columna coincidente de la tabla principal es una clave principal o tiene 
una restricción UNIQUE. 
 Las columnas relacionadas en la tabla externa tienen el mismo tipo de 
datos y el mismo tamaño” [21]. 
 
Optimización-Normalización de una base de datos 
El diseño lógico de la base de datos, que incluye las tablas y sus relaciones, es la clave 
de una base de datos relacional optimizada. Un buen diseño lógico de la base de datos 
puede ser la base de un rendimiento óptimo de la aplicación y de la base de datos. Un 
diseño lógico deficiente puede comprometer el rendimiento de todo el sistema.  La 
normalización de un diseño lógico de la base de datos implica la utilización de métodos 
formales para separar los datos en varias tablas relacionadas. Una característica de una 
base de datos normalizada es la existencia de varias tablas pequeñas con menos 
columnas. En las bases de datos no normalizadas, existen menos tablas más amplias 
con más columnas. 
La normalización ofrece diversas ventajas, entre las que se incluyen:  
 Mayor rapidez en la ordenación y en la creación de índices. 
 Menor número de índices por tabla. De esta forma, se mejora el rendimiento de 
las instrucciones INSERT, UPDATE y DELETE. 
 Menor número de valores NULL y menos oportunidades para generar 
incoherencias. De esta forma, aumenta el rendimiento. 
A medida que progresa la normalización, también aumenta el número y la complejidad de 
las combinaciones necesarias para recuperar los datos. Un número muy elevado de 
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combinaciones relacionales complejas entre demasiadas tablas puede afectar al 
rendimiento. Una normalización razonable suele incluir un número reducido de consultas 
que se ejecutan con regularidad y utilizan combinaciones en las que intervienen más de 
cuatro tablas [20]. 
 
Claves  
Para relacionar una base de datos se requiere de claves que garanticen la integridad 
referencial de los datos.  Existen varios tipos de claves que son [15]: 
 Claves únicas: Cuando un registro es asignado como clave única entonces los 
registros de la tabla no pueden contener el mismo valor en los campos indexados.  
Pueden haber muchas restricciones únicas en una entidad. Los atributos que lo 
componen pueden tener el valor NULL. Las claves únicas y primarias identifican 
de forma única una fila de una tabla (entidad). 
 Claves primarias: Estas claves generan un índice primario en el campo o los 
campos especificados. Todos los campos de la clave principal no pueden 
contener valores nulos ni duplicados y cada tabla sólo puede contener una única 
clave principal.   
 Claves Foráneas: Estas claves generan un índice externo, que toma como valor 
los campos contenidos en otras tablas.  La clave externa identifica una columna o 
un conjunto de columnas en una tabla que referencia una columna o conjunto de 
columnas en otra tabla (referenciada). Las columnas en la tabla referenciada 
deben formar una clave primaria o una clave única [15].  
 
Tipos de relaciones entre tablas 
El funcionamiento de una relación se basa en hacer coincidir datos de columnas de 
clave, normalmente columnas que tienen el mismo nombre en ambas tablas. En la 
mayoría de los casos, la relación hace coincidir la clave principal de una tabla, que 
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proporciona un identificador único para cada fila, con una entrada de la clave externa de 
la otra tabla.  Existen varios tipos de relaciones definidas en la referencia [20] que son: 
 Relación uno-uno: En una relación uno a uno, una fila de la tabla “X” no puede 
tener más de una fila coincidente en la tabla “Y” y viceversa. Se crea una relación 
uno a uno si las dos columnas relacionadas son claves principales o tienen 
restricciones UNIQUE.  Este tipo de relación no es habitual, ya que la mayor parte 
de la información relacionada de esta manera estaría toda en una tabla. Puede 
utilizar una relación uno a uno para:  
 Dividir una tabla con muchas columnas. 
 Aislar parte de una tabla por razones de seguridad. 
 Almacenar datos que son efímeros y que pueden eliminarse fácilmente 
mediante la simple eliminación de la tabla. 
 Almacenar información que se aplica solamente a un subconjunto de la 
tabla principal. 
El lado de la clave principal de una relación uno a uno se indica mediante un 
símbolo de clave. El lado de la clave externa también se indica mediante un 
símbolo de clave. 
 Relación uno-muchos: Las relaciones uno a muchos son el tipo más habitual de 
relación. En este tipo de relación, una fila de la tabla “X” puede corresponderse 
con muchas filas de la tabla “Y”, pero una fila de la tabla “Y” sólo puede 
corresponderse con una de la tabla “X”. Se crea una relación uno a muchos si 
solamente una de las columnas relacionadas es la clave principal o tiene una 
restricción UNIQUE. 
 Relación muchos-muchos: En una relación muchos-muchos, una fila de la tabla 
“X” puede tener muchas filas coincidentes en la tabla “Y” y viceversa. Este tipo de 
relaciones se crea definiendo una tercera tabla, denominada tabla de unión, 
constituida por las claves externas de las tablas “X” y “Y”.  
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1.3.3. Herramientas para diseño de bases de datos relacionales 
Entre las herramientas existentes para diseñar e implementar la estructura de una base 
de datos relacional, se encuentra:  Druid, Umbrello y Case Studio, las cuales se 
exploraron para el desarrollo de la presente tesis. 
 
Druid 
El Druid es una herramienta que permite a los usuarios crear bases de datos en una 
forma gráfica.  El usuario puede crear y modificar tablas, campos, atributos o tipos de 
datos y relaciones entre tablas de una manera gráfica y luego generar el código SQL que 
finalmente es aquel que se ejecuta para la creación o modificación de la base de datos.  
DRUID permite crear documentación HTML y PDF de la base de datos, crea un 
diccionario de datos que contiene todas las tablas y campos presentes en la base de 
datos, ofrece una edición gráfica, agrupación jerárquica de tablas y  resumen de tablas.  
DRUID permite obtener el modelo lógico de una base de datos partiendo de las tablas de 
la base de datos, lo que se conoce como ingeniería inversa [4]. 
 
Umbrello 
Umbrello es una herramienta libre para crear y editar diagramas UML, que ayuda en el 
proceso del desarrollo de software.  Permite crear diagramas para visualizar, especificar, 
construir y documentar sus sistemas.  Tener un buen esquema del software es la mejor 
forma de comunicarse con otros participantes de un proyecto. Esta le proporcionará una 
visión global que le ayudará en la creación de un mejor código.  Umbrello permite realizar 
diagramas de entidad relación ER, los cuales muestran el diseño conceptual de las 
aplicaciones de bases de datos y representan varias entidades en el sistema de 
información y las relaciones y restricciones existentes entre ellas [36].  
 Entidad 
Una Entidad es cualquier concepto del mundo real con una existencia independiente. 
Puede ser un objeto con una existencia física (ejemplo, máquina, robot) o puede ser un 
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objeto con una existencia conceptual (p. ej.: Curso de universidad). Cada entidad tiene 
un conjunto de atributos que describen las propiedades de la entidad. 
No existen notaciones estándar para representar los diagramas ER. En un diagrama ER, 
las entidades se pueden representar como rectángulos con el nombre de la clase, tal 
como lo muestra la Figura 3.  También pueden mostrar atributos y operaciones de la 
clase en otros dos compartimentos dentro del rectángulo.  
 
 
Figura 3. Ejemplo de una entidad 
 Atributos de la entidad 
En los diagramas ER, los atributos de la entidad se muestra con su nombre en un 
compartimento diferente de la entidad a la que pertenecen.  
 Restricciones 
Las restricciones en los diagramas ER especifican las restricciones de los datos en el 
esquema de información.  Existen cuatro tipos de restricciones soportadas por Umbrello: 
Clave primaria, Clave única, Clave foránea y Restricción de comprobación.  Ésta última 
es una condición que define los datos válidos cuando se añaden o actualizan datos en 
una tabla de la base de datos relacional.  Umbrello además, puede generar el código 
fuente en varios lenguajes de programación, entre ellos el lenguaje SQL el cual, es el 
utilizado para la creación de las bases de datos con MySQL.  Por lo tanto ésta 
herramienta permite obtener el programa SQL que crea las tablas, campos, atributos y 
relaciones en una base de datos [36]. 
 
Case Studio 
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Es una herramienta que sirve para el diseño de bases de datos.  A través de ella se 
pueden esquematizar diagramas de entidad-relación y diagramas de flujos de datos para 
distintos motores de bases de datos, tales como:  MySQL, Oracle, DB2, InterBase y 
PostgreSQL, entre otros.  El Case Studio también admite llevar a cabo el control y 
gestión de un proyecto estructurado, permitiendo examinarlo bajo el punto de vista de la 
dimensión de información y desde la dimensión funcional. La aplicación adicionalmente 
genera automáticamente el diccionario de datos.  Otra de las características importantes 
es que permite realizar ingeniería inversa, o sea, a partir del modelo de tablas llegar al 
modelo lógico [35]. 
1.3.4. El patrón de diseño de software MVC 
Las aplicaciones CakePHP siguen el patrón de diseño de software MVC (Modelo-Vista-
Controlador).  Programar utilizando MVC consiste en separar la aplicación en tres partes 
principales que son: 
 El modelo: Representa los datos de la aplicación 
 La vista: Hace una presentación del modelo de datos 
 El controlador: Maneja y enruta las peticiones hechas por los usuarios. 
Con MVC la aplicación se puede desarrollar rápidamente de forma modular. Separar las 
funciones de la aplicación en modelos, vistas y controladores, hace que la aplicación sea 
muy ligera. Esta separación también permite hacer cambios en una parte de la aplicación 
sin que las demás se vean afectadas.  La Figura 4 muestra un ejemplo sencillo de una 
petición MVC en CakePHP. 
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Figura 4. Una petición MVC básica 
“Para efectos ilustrativos, supongamos que un usuario llamado Ricardo acaba de hacer 
clic en el enlace "¡Comprar un pastel personalizado ahora!" de la página inicial de la 
aplicación. 
1. Ricardo hace clic en el enlace apuntando a 
http://www.ejemplo.com/pasteles/comprar, y su navegador hace una petición al 
servidor web. 
2. El despachador comprueba la URL de la petición (/pasteles/comprar), y le pasa la 
petición al controlador adecuado. 
3. El controlador realiza lógica de aplicación específica. Por ejemplo, puede 
comprobar si Ricardo ha iniciado sesión. 
4. El controlador también utiliza modelos para acceder a los datos de la aplicación. 
La mayoría de las veces los modelos representan tablas de una base de datos. 
En este ejemplo, el controlador utiliza un modelo para buscar la última compra de 
Ricardo en la base de datos. 
5. Una vez que el controlador ha hecho su magia en los datos, se los pasa a la vista. 
La vista toma los datos y los deja listos para su presentación al usuario. La 
mayoría de las veces las vistas en CakePHP vienen en formato HTML, pero una 
vista puede ser fácilmente un PDF, un documento XML, o un objeto JSON, 
dependiendo de tus necesidades. 
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6. Una vez que el objeto encargado de procesar vistas en CakePHP ha utilizado los 
datos del controlador para construir una vista completa, el contenido se devuelve 
al navegador de Ricardo” [6]. 
Las peticiones que se realicen en las aplicaciones seguirán el anterior patrón. 
1.3.5. El framework CakePHP 
CakePHP es un marco de desarrollo rápido para PHP, libre, de código abierto. Se trata 
de una estructura que sirve de base a los programadores para que éstos puedan crear 
aplicaciones Web de forma estructurada y rápida, sin pérdida de flexibilidad.   
Esta es una lista breve con las características que ofrece CakePHP: 
 Comunidad activa y amistosa 
 Licencia flexible 
 Compatible con PHP4 y PHP5 
 CRUD (create, read, Update, Delete)  integrado para la interacción con la base de 
datos 
 Soporte de aplicación (scaffolding) 
 Generación de código 
 Arquitectura Modelo Vista Controlador (MVC) 
 Despachador de peticiones (dispatcher), con URLs y rutas personalizadas y 
limpias 
 Validación integrada 
 Plantillas rápidas y flexibles 
 Ayudantes para AJAX, Javascript, formularios HTML y más 
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 Componentes de Email, Cookie, Seguridad, Sesión y Manejo de solicitudes 
 Listas de control de acceso flexibles 
 Limpieza de datos 
 Caché flexible  
 Funciona en cualquier subdirectorio del sitio web, con poca o ninguna 
configuración de Apache [6]. 
 
Herramienta Bake 
La herramienta Bake es otro esfuerzo para implementar o crear los modelos, las vistas y 
los controladores con CakePHP, de una manera rápida [9].  Para utilizar Bake se debe 
ejecutar el comando “cakebake” en el directorio correspondiente a un archivo de 
configuración que debe crear el diseñador; posterior a esta ejecución se visualizará en la 
consola el menú que indica la Figura 5. 
 
Figura 5. Menú para ejecución de CakeBake 
Aquí se selecciona cada una de las opciones para la configuración de la base de datos, 
creación de los modelos, creación de los controladores y finalmente la creación de las 
vistas.  Al crear los modelos se configuran también las relaciones entre las tablas, las 
cuales son detectadas de la base de datos relacional [9]. 
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Herramienta ACL (Listas de Control de Acceso) 
La funcionalidad de listas de control de acceso, en CakePHP es una herramienta 
extremadamente poderosa para tener a mano al desarrollar una aplicación.  Las listas de 
control de acceso permiten gestionar detalladamente los permisos de una aplicación de 
forma sencilla y escalable [7]. 
Las listas de control de acceso, o ACL, manejan principalmente dos cosas: las entidades 
que solicitan el control de algo y las entidades que se quieren controlar. En la jerga de 
ACL, las entidades que quieren controlar algo, que la mayoría de las veces son los 
usuarios, son los ARO (en inglés access request objects), y las entidades del sistema 
que se quiere controlar, que normalmente son acciones o datos, son los ACO (en inglés 
access control objects). A los ARO se les llama 'objetos' porque quien realiza la petición 
no siempre es una persona; los ACO son cualquier cosa que desees controlar, tal como 
la acción de un controlador o un servicio Web. Esencialmente, las ACL se utilizan para 
decidir cuándo un ARO puede acceder a un ACO [7]. 
 
Herramienta Auth (Autenticación) 
Un sistema de autenticación de usuarios es una parte común de muchas aplicaciones 
web. En CakePHP hay muchas formas para autenticar usuarios, cada una de estas 
provee diferentes opciones. La esencia del componente de autenticación Auth, es 
comprobar si el usuario tiene una cuenta con el sitio. De ser así, el componente da al 
usuario acceso completo a sitio.  Este componente se puede combinar con el 
componente ACL (access control lists) para crear niveles más complejos de acceso al 
sitio. El componente ACL, por ejemplo, podría permitir acceso a un usuario a áreas 
públicas del sitio, mientras que concede a otro usuario acceso a porciones 
administrativas protegidas del sitio [8]. 
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1.3.6. El esquema de desarrollo LAMP (Linux, Apache, MySQL, 
PHP) 
LAMP es un sistema de infraestructura de internet que consta de las siguientes 
herramientas: 
 Linux, el sistema operativo 
 Apache, el servidor web 
 MySQL, el gestor de bases de datos 
 PHP, Perl o Python, los lenguajes de programación 
La combinación de estas tecnologías es usada para definir la infraestructura de un 
servidor web.  A pesar de que estos programas de código abierto no han sido 
específicamente diseñados para trabajar entre sí, la combinación se popularizó debido a 
su bajo coste de adquisición y ubicuidad de sus componentes, ya que vienen pre-
instalados en la mayoría de las distribuciones Linux. Cuando son combinados, 
representan un conjunto de soluciones que soportan servidores de aplicaciones. 
 
Sistema Operativo Linux 
Linux es un sistema operativo, compatible Unix, que viene acompañado del código fuente 
y es libre, esto significa que no tenemos que pagar ningún tipo de licencia a ninguna casa 
desarrolladora de software por el uso del mismo. El sistema lo forman el núcleo del 
sistema (kernel) más un gran número de programas / bibliotecas que hacen posible su 
utilización. Muchos de estos programas y bibliotecas han sido posibles gracias al 
proyecto GNU.  Linux se distribuye bajo la GNU (General Public License) por lo tanto, el 
código fuente tiene que estar siempre accesible y cualquier modificación ó trabajo 
derivado tiene que tener esta licencia [12]. 
El sistema ha sido diseñado y programado por multitud de programadores alrededor del 
mundo. El núcleo del sistema sigue en continuo desarrollo bajo la coordinación de Linus 
Torvalds, la persona de la que partió la idea de este proyecto, a principios de la década 
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de los noventa. Hoy en día, grandes compañías, como IBM, SUN, HP, Novell y RedHat, 
entre otras muchas, aportan a Linux grandes ayudas tanto económicas como de código 
[12]. 
Día a día, más y más programas y aplicaciones están disponibles para este sistema, y la 
calidad de los mismos aumenta de versión a versión. La gran mayoría de los mismos 
vienen acompañados del código fuente y se distribuyen generalmente bajo los términos 
de licencia de la GNU [37]. 
Cada vez más  casas de software comercial distribuyen sus productos para Linux y la 
presencia del mismo en empresas aumenta constantemente por la excelente relación 
calidad-precio que se consigue con Linux.  Las arquitecturas en las que en un principio 
se puede utilizar Linux son Intel 386-, 486-, Pentium, Pentium Pro, Pentium II/III/IV, IA-64, 
Amd 5x86, Amd64, Cyrix y Motorola 68020,IBM S/390, zSeries, DEC Alpha, ARM, MIPS, 
PowerPC, SPARC y UltraSPARC. Además, no es difícil encontrar nuevos proyectos 
portando Linux a nuevas arquitecturas [26]. 
 
Servidor Apache 
El servidor Apache es un servidor web HTTP de código abierto y de distribución libre, 
para plataformas Unix (BSD, GNU/Linux, etc.), Microsoft Windows, Macintosh y otras, 
que implementa el protocolo HTTP/1.1 y la noción de sitio virtual. El servidor Apache se 
desarrolla dentro del proyecto HTTP Server (httpd) de la Apache Software Foundation 
[23]. 
Apache es usado principalmente para enviar páginas web estáticas y dinámicas en la 
World Wide Web. Muchas aplicaciones web están diseñadas asumiendo como ambiente 
de implantación a Apache, o que utilizarán características propias de este servidor web.  
Apache es usado para muchas otras tareas donde el contenido necesita ser puesto a 
disposición en una forma segura y confiable. Un ejemplo es al momento de compartir 
archivos desde una computadora personal hacia Internet. Un usuario que tiene Apache 
instalado en su escritorio puede colocar arbitrariamente archivos en la raíz de 
documentos de Apache, desde donde pueden ser compartidos.  Apache tiene amplia 
aceptación en la red: desde 1996, Apache, es el servidor HTTP más usado. Alcanzó su 
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máxima cuota de mercado en 2005 siendo el servidor empleado en el 70% de los sitios 
web en el mundo, sin embargo ha sufrido un descenso en su cuota de mercado en los 
últimos años, pero sigue siendo el líder [23].   
 
Gestor de base de datos MySql 
MySQL es un sistema de gestión de bases de datos. “Para añadir, acceder, y procesar 
los datos almacenados en una base de datos, se necesita un sistema de gestión de base 
de datos como MySQL Server. Al ser los computadores muy buenos en tratar grandes 
cantidades de datos, los sistemas de gestión de bases de datos juegan un papel central 
en computación, como aplicaciones autónomas o como parte de otras aplicaciones.  
MySQL es un sistema de gestión de bases de datos relacionales.  La parte SQL de 
"MySQL" se refiere a "Structured Query Language". SQL es el lenguaje estandarizado 
más común para acceder a bases de datos y está definido por el estándar ANSI/ISO 
SQL. El estándar SQL ha evolucionado desde 1986 y existen varias versiones.   MySQL 
es Open Source.  Open Source significa que es posible para cualquiera usar y modificar 
el software. Cualquiera puede bajar el software MySQL desde internet y usarlo sin pagar 
nada. Si lo desea, puede estudiar el código fuente y cambiarlo para adaptarlo a sus 
necesidades. El software MySQL usa la licencia GPL (GNU General Public License)” 
[12]. 
El servidor de base de datos MySQL es muy rápido, fiable y fácil de usar.  El servidor 
MySQL también tiene una serie de características prácticas desarrolladas en cooperación 
con los usuarios. MySQL Server se desarrolló originalmente para tratar grandes bases de 
datos mucho más rápido que soluciones existentes y ha sido usado con éxito en entornos 
de producción de alto rendimiento durante varios años. MySQL Server ofrece hoy en día 
una gran cantidad de funciones. Su conectividad, velocidad y seguridad hacen de MySQL 
Server altamente apropiado para acceder bases de datos en Internet.  MySQL Server 
trabaja en entornos cliente/servidor o incrustado [12].   
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Lenguaje PHP (Procesador de Hipertexto) 
Es un lenguaje estructurado por voluntarios que hoy en día tiene la distinción de ser 
utilizado por más de un tercio de los servidores web del planeta.  Es un lenguaje flexible, 
escalable, extensible, estable, abierto, gratuito, orientado a la comunidad, que ha 
producido una plataforma significativamente más robusta y libre de errores en 
comparación con las opciones comerciales, por lo que resulta uno de los paquetes más 
populares de herramientas para programación en el mundo ya que permite ahorrar en 
licencias y servidores costosos produciendo productos de alta calidad en tiempos más 
cortos [21]. 
A continuación se mostrarán las características únicas del lenguaje PHP que lo hacen tan 
diferente de otras opciones competidoras tales como ASP.NET, Perl o JSP: 
 Rendimiento: Los scripts escritos en PHP se ejecutan más rápido que los 
escritos en otros lenguajes de creación de scripts; numerosos estudios 
comparativos independientes ponen este lenguaje por encima de sus 
competidores.  El motor de PHP 5.0 fue completamente rediseñado con un 
manejo óptimo de memoria para mejorar su rendimiento y es claramente más 
veloz que las versiones previas.   
 Portabilidad: PHP está disponible para UNIX, Microsoft Windows, Mac OS y 
OS/2.  Los programas escritos en PHP se pueden transportar de una plataforma a 
otra. 
 Fácil de usar: Su sintaxis es clara y consistente y viene con una documentación 
exhaustiva para las más de 5000 funciones incluidas en la distribución principal.   
 Código libre: El lenguaje es desarrollado por un grupo de programadores 
voluntarios distribuidos por todo el mundo, quienes ponen a disposición gratuita el 
código fuente a través de Internet, y puede ser utilizado sin costo, sin pagos por 
licencia y sin necesidad de grandes inversiones en equipo de cómputo ni 
programas.  Con ello se reduce el costo del desarrollo de programas sin afectar la 
flexibilidad ni la confiabilidad de los productos.  La naturaleza del código libre 
implica que cualquier desarrollador, donde quiera que se encuentre, puede 
inspeccionar el árbol de código, detectar errores y sugerir posibles correcciones; 
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con esto se produce un producto estable y robusto, en el que las fallas, una vez 
descubiertas, se corrigen rápidamente. 
 Soporte comunitario: Una de las mejores características de los lenguajes a los 
que da soporte una comunidad, como PHP, es el acceso que ofrece a la 
creatividad e imaginación de cientos de desarrolladores ubicados en diferentes 
partes del mundo [21].   
1.4  Características de una buena ERS (Especificación de 
Requisitos de Software) 
De acuerdo con la definición de Swebok, un requisito es una propiedad que debe ser 
exhibida por un software para resolver un problema particular.  El diseñador se apoya en 
documentos formales que especifican de manera completa, precisa y verificable los 
requisitos, el diseño, el comportamiento u otras características de un sistema o 
componente de un sistema [14].    Sommerville, propone el ciclo para construir los 
documentos de requisitos, el cual es esquematizado en la Figura 6. 
 
Figura 6.  Ciclo para la construcción de los documentos de requisitos 
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De acuerdo con el estándar IEEE 830, una buena ERS debe tener las siguientes 
características [5]: 
 No es ambigua 
 Es completa 
 Es fácil de verificar 
 Es consistente 
 Es clasificada por orden de importancia o estabilidad.  Esto facilita la gestión del 
desarrollador 
 Es fácil de modificar, cualquier cambio se puede realizar fácil, de forma completa 
y consistente 
 Es fácil para identificar el origen de cada requisito 
 Es fácil de utilizar durante las fases 
El documento ERS es la base para el acuerdo entre clientes y desarrolladores o 
suministradores sobre lo que hará el producto. 
1.5  Metodología para la construcción de software 
Existen cuatro pasos fundamentales que son comunes para todos los procesos de 
construcción de software, tal como lo indica el autor Ian Sommerville en su libro 
Ingeniería de software de la referencia [14]. 
Paso 1. Especificación del software 
Paso 2. Desarrollo del software 
Paso 3. Validación del software 
Paso 4. Evolución del software. 
 
 Paso 1. Especificación del software: En este paso se definen los 
requerimientos del sistema, especificando qué es lo que el sistema debe hacer, 
es decir; sus funciones y sus propiedades esenciales y deseables.  La ingeniería 
de requerimientos es una etapa particularmente crítica en el proceso del software 
ya que los errores en esta etapa originan inevitablemente problemas posteriores 
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en el diseño e implementación del sistema.    Los requerimientos para un sistema 
son la descripción de los servicios proporcionados por el sistema y sus 
restricciones operativas. Estos requerimientos reflejan las necesidades de los 
clientes de un sistema que ayude a resolver algún problema.  A menudo, los 
requerimientos de sistemas software se clasifican en funcionales y no funcionales. 
 
 Requerimientos funcionales: Son declaraciones de los servicios que debe 
proporcionar el sistema, de la manera en que éste debe reaccionar a 
entradas particulares y de cómo se debe comportar en situaciones 
particulares. En algunos casos, los requerimientos funcionales de los 
sistemas también pueden declarar explícitamente lo que el sistema no 
debe hacer. 
 Requerimientos no funcionales: Son restricciones de los servicios o 
funciones ofrecidos por el sistema. Incluyen restricciones de tiempo, sobre 
el proceso de desarrollo y estándares. Los requerimientos no funcionales, 
como su nombre sugiere, son aquellos requerimientos que no se refieren 
directamente a las funciones específicas que proporciona el sistema, sino 
a las propiedades emergentes de éste como el tiempo de respuesta y las 
exigencias de disponibilidad.   Los requerimientos no funcionales no hacen 
parte del enfoque de ésta tesis por lo tanto no se tienen en cuenta para el 
desarrollo de la misma. 
  
Todo lo anterior conduce a la producción de un documento de requerimientos, 
que muestra las especificaciones del sistema.   Para la presente tesis se 
desarrollan los siguientes documentos por medio de los cuales se describirán las 
especificaciones del software: 
 
1.  Documento de requerimientos funcionales:   En este documento se consignan 
todos los requisitos capturados a la hora de realizar las diferentes entrevistas con 
los usuarios del sistema. Aquí se especiﬁca las funcionalidades de la herramienta.  
Este documento contiene la siguiente estructura: 
 
 Identificación de los usuarios participantes 
 Planiﬁcación y realización de grupos focales, encuestas y entrevistas  
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 Catálogo de requisitos del sistema 
 
2. Documento de casos de uso: Después de transformar los requerimientos 
funcionales del sistema en acciones que puedan realizarse en el software, se 
definen los actores y los casos de uso.  Este documento contiene la siguiente 
estructura: 
 
 Actores 
 Casos de uso 
 
 Paso 2. Desarrollo del software: Teniendo claramente definidas las 
especificaciones del software, se empieza a realizar el diseño y desarrollo del 
programa partiendo de la construcción de la base de datos.   La etapa de 
implementación del desarrollo de software es el proceso de convertir una 
especificación del sistema en un sistema ejecutable. Siempre implica los procesos 
de diseño y programación de software, pero, si se utiliza un enfoque evolutivo de 
desarrollo, también puede implicar un refinamiento de la especificación del 
software.  Un diseño de software es una descripción de la estructura del software 
que se va a implementar, los datos que son parte del sistema, las interfaces entre 
los componentes del sistema y, algunas veces, los algoritmos utilizados. Los 
diseñadores no llegan inmediatamente a un diseño detallado, sino que lo 
desarrollan de manera iterativa a través de diversas versiones. El proceso de 
diseño conlleva agregar formalidad y detalle durante el desarrollo del diseño, y 
regresar a los diseños anteriores para corregirlos. 
 
 Paso 3. Validación del software: En este paso metodológico el software se 
valida para asegurar que es lo que el cliente requiere.  La validación del software 
o, de forma más general, la verificación y validación, se utiliza para mostrar que el 
sistema se ajusta a su especificación y que cumple las expectativas del usuario 
que lo utilizará. 
 
 Paso 4. Evolución del software: Aquí el software se modifica para adaptarlo a 
los cambios requeridos por el cliente y el mercado.  La flexibilidad de los sistemas 
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software es una de las principales razones por la que más y más software se 
incorpora a los sistemas grandes y complejos. Una vez que se decide adquirir 
hardware, es muy costoso hacer cambios en su diseño. Sin embargo, se pueden 
hacer cambios al software en cualquier momento durante o después del 
desarrollo del sistema [14]. 
 
De acuerdo a la metodología planteada se inicia el desarrollo del sistema UN_Datex, con 
la construcción de las especificaciones del software. 
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2. Especificación del software.  Primer paso 
metodológico.   
2.1 Construcción de los documentos de requerimientos 
funcionales 
2.1.1. Identificación de los usuarios participantes 
Los usuarios identificados son los directores y estudiantes investigadores de los 
siguientes grupos de investigación:   
 Grupo de Investigación de Compatibilidad Electromagnética de la Universidad 
Nacional de Colombia, EMC_UN. 
 Programa de investigación sobre la adquisición y análisis de señales  de la 
Universidad Nacional de Colombia, PAAS-UN. 
Los directores son quienes dirigen a los grupos de investigación en los diversos 
proyectos que cada grupo tiene a cargo. 
Los investigadores son los estudiantes que realizan las actividades relacionadas a los 
experimentos; desde la toma de mediciones hasta la interpretación y entrega de 
resultados.  Son quienes tienen mayor información y conocimiento de cada experimento 
por lo tanto son los usuarios que proporcionan información muy valiosa para la definición 
de los requerimientos del software. 
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2.1.2. Planificación  y realización de grupos focales y encuestas 
Para la recolección de la información se utilizaron dos técnicas que son: 
 Grupos focales:  “Es una reunión de un grupo de individuos seleccionados por los 
investigadores para discutir y elaborar, desde la experiencia personal, una 
temática o hecho social que es objeto de investigación”.  (Korman). 
 Encuesta:  “Investigación realizada sobre una muestra de sujetos, utilizando 
procedimientos estandarizados de interrogación con intención de obtener 
mediciones cuantitativas de una gran variedad de características objetivas y 
subjetivas de la población”. (Garcia Ferrado).  
Las anteriores técnicas se aplicaron en dos grandes grupos de investigación de los 
cuales se derivan muchas investigaciones y experimentos, estos son: El Grupo de 
Investigación de Compatibilidad Electromagnética de la Universidad Nacional de 
Colombia, EMC-UN y el Programa de Investigación sobre la Adquisición y Análisis de 
Señales  de la Universidad Nacional de Colombia, PAAS-UN.   
Primeramente se realizó un grupo focal con los directores de éstos dos grupos de 
investigación los cuales explicaron la problemática actual y observaron en la propuesta 
del sistema UN_Datex, una solución potencial para mejorar los procesos que se realizan 
desde el manejo de los datos experimentales así como la organización de los grupos.  
Ver Anexo A. 
Posteriormente se realizaron las encuestas con los experimentadores: David Ariza, 
integrante del grupo EMC-UN;  Daniel Aranguren y Andrés Pava, integrantes del grupo 
PAAS-UN.  Los instrumentos aplicados se detallan en la Figura 7. 
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Figura 7. Encuesta de validación 
Después de realizadas las encuestas se llegó a las siguientes conclusiones: 
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Resultados obtenidos de la encuesta y entrevistas al grupo  de investigación UN-
PAAS 
1. Se deben utilizar los roles tal cual como lo pide Colciencias:  Director,  co-
investigadores y asistentes de investigación. 
2.  Se debe dar al co-investigador acceso ilimitado en el sistema 
3.  Se debe dar a los asistentes acceso ilimitado en el sistema. 
4.  Los asistentes son los que hacen las mejoras a la base de datos y hacen la descarga 
de datos y no es un administrador, esta tarea seria un permiso adicional de los 
asistentes. 
5. Incluir un módulo de procesamiento y  contemplar la posibilidad de hacer algunos 
procesamientos básicos. 
6.  Incluir una interfaz donde el usuario ingrese información relacionada con el proyecto 
de investigación, tal como: Duración, participantes, objetivos, palabras claves, etc. 
7. Dentro de las observaciones adicionales, el grupo entrega datos de experimentos 
reales para revisar los diversos formatos utilizados.  Se resalta la gran diversidad de 
formatos que se maneja y la problemática que se tiene en el momento de hacer 
comparaciones entre datos. 
 
Resultados  obtenidos de la encuesta y entrevistas al grupo de investigación EMC-
UN 
1.  No se manejan permisos especiales para uno y otro rol. 
2.  Que la base de datos permita extraer la información en un formato estándar, ya que 
cada sensor puede entregar los datos con diferentes formatos, entonces que el sistema 
pueda extraerlos y pasarlos a un formato definido. 
3.  Se debe permitir la adición de otras variables  tales como: corriente, voltaje, presión, 
temperatura, humedad, magnitud de campo eléctrico, tiempo. 
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4.  Dentro de las observaciones adicionales, el grupo entrega datos de experimentos 
reales para revisar los diversos formatos utilizados.   
5.  Se plantea la necesidad de convertir todos los datos a un mismo formato para poder 
hacer comparaciones y operaciones entre ellos. 
2.1.3. Catálogo de requisitos del sistema 
De los resultados de las encuestas, de los grupos focales y de las entrevistas, se extrae 
el siguiente listado de requisitos, detallados en la Tabla 1. 
No. DESCRIPCIÓN 
RQ. 01 
Se requiere que el esquema de roles y permisos sea configurable.  
No debe ser rígido, ya que cada grupo de investigación tiene una 
estructura diferente. 
RQ. 02 
Se requiere que el módulo de recuperación de la información sea 
configurable. No debe ser rígido.  Ya que los datos pueden provenir 
de: accediendo a archivos mediante el protocolo de transferencia 
de archivos FTP o accediendo a archivos de texto que se 
encuentren disponibles en un PC 
RQ. 03 Se requiere un módulo de exportación de datos configurable. 
RQ. 04 Se requiere que el listado de variables sea editable. 
RQ. 05 
Se requiere prever un módulo de procesamiento de información 
que convierta los datos experimentales a un formato estándar ya 
que se tienen datos de una misma variable en diferentes formatos, 
por lo que se debe unificar a un formato de datos genérico. 
RQ. 06 
Se requiere adicionar a la base de datos las tablas necesarias para 
modelar los Proyectos de Investigación. 
RQ. 07 
Se requiere que el sistema sea realmente configurable por el 
usuario, por lo que se deberá adicionar varias tablas a la base de 
datos. Por ejemplo, algunas para guardar la información de 
usuarios, roles y permisos; otras para guardar los formatos de 
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recuperación de la información, etc. 
RQ. 08 
Se requiere que el sistema permita tener de manera organizada 
toda la información de los experimentos tales como:  datos de los 
experimentadores o integrantes del grupo de investigación, 
estaciones donde se ubican los sensores y sus características, 
equipos utilizados y sus características, sensores utilizados y sus 
características, escalas y rangos de medición 
Tabla 1. Listado de Requisitos del software 
2.2. Construcción de los documento de casos de uso 
2.2.1. Actores 
En el sistema se identifican 5 módulos que son: 
1. GRUPO DE INVESTIGACIÓN: Maneja toda la información relacionada con el grupo de 
investigación.  Está compuesta por los siguientes subsistemas:  Investigation_groups, 
projects y key_words. 
2. EXPERIMENTO: Maneja toda la información relacionada con el experimento.  Está 
compuesto por los siguientes subsistemas:  experiments. 
3. RESPONSABLES: Maneja la información relacionada con los integrantes del grupo de 
investigación.   Está compuesto por los siguientes subsistemas: users y groups (perfiles) 
4. ESTACIÓN: Maneja toda la información de ubicación de la estación y sus 
características.  Está compuesto por los siguientes subsistemas: stations, 
environment_conditions y condition_measurements,  
5. SENSOR: Maneja la información técnica de los equipos y sensores que lo conforman, 
así como de las mediciones obtenidas.  Está compuesto por los siguientes subsistemas: 
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equipments, catalogues, web_pages, configurations, detail_configurations, sensors, 
measurements, protocols, scales y ranges. 
En cada uno de los subsistemas interactúan los 5 actores que se describen en la Tabla 2.  
Dependiendo de los roles de cada uno, dependerá la participación jerárquica en cada 
uno de los casos de uso definidos.   
ACTORES DESCRIPCIÓN CASO DE USO 
ADMINISTRATOR 
Es el actor encargado del mantenimiento 
de todo el sistema, por lo tanto tiene 
todos los permisos para realizar todos 
los casos de uso 
Tiene todos los permisos de 
crear, borrar, editar, visualizar, 
consolidar y ver menú principal 
de todos los módulos 
INVESTIGATIVE 
Es el actor encargado de organizar los 
grupos de investigación así como sus 
experimentos, por eso es que en orden 
jerárquico, es el segundo en posición, 
puesto que podrá vigilar,  modificar y 
estructurar todo el sistema de 
información relacionada con los grupos, 
experimentos, experimentadores, 
estaciones y sensores.  En ocasiones el 
investigador podría tener el perfil de 
administrador 
Tiene los permisos de crear, 
borrar, editar, visualizar y ver 
menú principal de todos los 
subsistemas, excepto el de 
consolidar datos y aquellos 
relacionados con la creación, 
edición y borrado de usuarios y 
perfiles 
EXPERIMENTER 
Es el actor encargado de definir los 
experimentos y toda la información 
relacionada con estos, así como sus 
especificaciones, estaciones y sensores.  
Es el actor que posee el mayor 
conocimiento de los experimentos 
Tiene los permisos de crear, 
borrar, editar, consolidar, 
visualizar y ver menú principal 
de los subsistemas, excepto 
aquellos relacionados con la 
creación, edición y borrado de 
grupos de investigación, 
proyectos, usuarios y perfiles 
AUXILIARY 
Es el actor que apoya la actividad de 
ingreso de datos experimentales a la 
base de datos, correcciones y 
verificaciones de la información. 
Tiene los permisos de visualizar 
y ver menú principal de todos los 
subsistemas, excepto los 
relacionados con los usuarios y 
sus grupos (perfiles).  
Adicionalmente tiene todos los 
permisos de crear, borrar, editar 
y consolidar pertenecientes al 
módulo Sensor 
VISITOR 
Es el actor que puede visualizar la 
información de los grupos, 
experimentos, experimentadores, 
estaciones y sensores, pero no podrá 
modificar, ninguna información del 
sistema.   
Tiene los permisos de visualizar 
y ver menú principal de todos los 
subsistemas, excepto los 
relacionados con los usuarios y 
sus grupos (perfiles)  
Tabla 2. Actores, descripción y casos de uso 
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Cada uno de los anteriores actores se relaciona con diversos casos de uso, definidos 
para cada subsistema.  En la Figura 8 se muestra el diagrama UML del módulo: Grupo 
de Investigación, en el que se detallan los actores involucrados y los casos de uso 
permitidos para cada uno de ellos. 
 
Figura 8. Diagrama UML de casos de uso del módulo “Grupo de investigación” 
La Figura 9, muestra el diagrama UML para el módulo: Responsables, en el que se 
relacionan sólo tres actores: administrador, investigador y experimentador; ya que los 
actores restantes no realizan acciones relacionadas con la asignación de perfiles y 
creación de usuarios. 
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Figura 9. Diagrama UML de casos de uso del módulo “Responsables” 
La Figura 10 muestra el diagrama UML de casos de uso para el módulo: Experimento. 
 
 
Figura 10. Diagrama UML de casos de uso del módulo “Experimento” 
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Debido a la extensión de casos de uso que conforman el módulo Estación, éste se 
subdivide en tres partes.  La Figura 11 muestra la parte 1 del diagrama UML del módulo 
Estación, en el que se detallan los casos de uso para el manejo de la información de las 
estaciones y sus condiciones de entorno. 
 
Figura 11. Diagrama UML de casos de uso del módulo “Estación” (parte 1) 
La Figura 12 muestra la parte 2 del diagrama UML del módulo Estación, en el que se 
detallan los casos de uso para el manejo de la información de las páginas web 
relacionadas y catálogos. 
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Figura 12. Diagrama UML de casos de uso del módulo “Estación” (parte 2) 
La Figura 13 muestra la parte 3 del diagrama UML del módulo Estación, en el que se 
detallan los casos de uso para el manejo de la información de los equipos que hacen 
parte de la estación y sus configuraciones de datos.   
 
Figura 13. Diagrama UML de casos de uso del módulo “Estación” (parte 3) 
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El diagrama UML del módulo sensor consta de dos partes.  La primera parte es detallada 
en la Figura 14, en la que se muestran los casos de usos relacionados con el manejo de 
la información del sensor, de las mediciones, la conversión de los formatos de datos y el 
almacenamiento en la base de datos. 
 
Figura 14. Diagrama UML de casos de uso del módulo “Sensor” (parte 1) 
La segunda parte es detallada en la Figura 15, en la que se muestran los casos de usos 
relacionados con el manejo de la información de los rangos, protocolos y escalas de las 
mediciones.  
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Figura 15. Diagrama UML de casos de uso del módulo “Sensor” (parte 2) 
2.2.2. Casos de uso 
Para la implementación de los casos de uso se contemplan las acciones CRUD: Create, 
read, Upload, Delete   las cuales corresponden con los siguientes casos de uso 
respectivamente: 
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Add = Adiciona un nuevo subsistema 
View= Muestra detalladamente un subsistema 
Edit= Permite realizar modificaciones en los datos del subsistema 
Delete = Permite borrar un subsistema 
Adicionalmente se encuentra el caso de uso index <subsistema>, el cual muestra el 
menú inicial del subsistema. 
A continuación se indica en la Tabla 3, la matriz de relación: Actores-Casos de uso, en la 
que se muestra todos los casos de uso utilizados por subsistema y su correspondiente 
asignación a cada uno de los actores.   
Convención: 
Permisos asignados: 
Permisos denegados :     
MATRIZ DE RELACIÓN ACTORES-CASOS DE USO 
CASOS DE USO ACTORES 
Subsistemas Código Acciones Administrator Experimenter Visitor Investigative Auxiliary 
investigation_gr
oups 
UC_01 Add         
UC_02 Delete         
UC_03 Edit         
UC_04 Index      
UC_05 View      
Projects 
UC_06 Add         
UC_07 Delete         
UC_08 Edit         
UC_09 Index      
UC_10 View      
key_words 
UC_11 Add        
UC_12 Delete        
UC_13 Edit        
UC_14 Index      
UC_15 View      
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Groups 
UC_16 Add          
UC_17 Delete          
UC_18 Edit          
UC_19 Index   
 
 
 UC_20 View   
 
 
 
User 
UC_21 Add    
 
  
 UC_22 Delete    
 
    
UC_23 Edit    
 
    
UC_24 Index   
 
   
UC_25 View   
 
   
Experiments 
UC_26 Add        
UC_27 Delete        
UC_28 Edit        
UC_29 Index      
UC_30 View      
Stations 
UC_31 Add        
UC_32 Delete        
UC_33 Edit        
UC_34 Index      
UC_35 View      
environment_co
nditions 
UC_36 Add        
UC_37 Delete        
UC_38 Edit        
UC_39 Index      
UC_40 View      
condition_meas
urements 
UC_41 Add        
UC_42 Delete        
UC_43 Edit        
UC_44 Index      
UC_45 View      
configurations 
UC_46 Add       
UC_47 Delete       
UC_48 Edit       
UC_49 Index      
UC_50 View      
detail_configura
tions 
UC_51 Add       
UC_52 Delete       
UC_53 Edit       
UC_54 Index      
UC_55 View      
Equipment 
UC_56 Add       
UC_57 Delete        
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Tabla 3.  Relación actores-casos de uso 
 
UC_58 Edit        
UC_59 Index      
UC_60 View      
web_pages 
UC_61 Add        
UC_62 Delete        
UC_63 Edit        
UC_64 Index      
UC_65 View      
Catalogues 
UC_66 Add        
UC_67 Delete        
UC_68 Edit        
UC_69 Index      
UC_70 View      
Sensors 
UC_71 Add        
UC_72 Delete        
UC_73 Edit        
UC_74 Index      
UC_75 View      
measurements 
UC_76 Add       
UC_77 Delete       
UC_78 Edit       
UC_79 Index      
UC_80 View      
Protocols 
UC_81 Add        
UC_82 Delete        
UC_83 Edit        
UC_84 Index      
UC_85 View      
Scales 
UC_86 Add        
UC_87 Delete        
UC_88 Edit        
UC_89 Index      
UC_90 View      
Ranges 
UC_91 Add        
UC_92 Delete        
UC_93 Edit        
UC_94 Index      
UC_95 View      
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3.  Desarrollo del software.  Segundo paso 
metodológico.   
Considerando todas dificultades que se presentan en los procesos de manejo de  
información en los grupos de investigación, se diseña e implementa una solución 
software que automatice los procesos de recepción, almacenamiento y procesamiento de 
datos experimentales,  utilizando plataformas de software libre, sin requerir licencias de 
funcionamiento, con código abierto, modular, flexible y configurable.  Un software que 
almacene y organice los datos de forma óptima, segura y automática en una base de 
datos. 
En la Figura 16 se representa un esquema funcional general del sistema UN_Datex: 
 
Figura 16. Esquema de captura, almacenamiento y búsqueda de datos 
En cuanto al procesamiento y acceso a los datos almacenados se diseña una aplicación 
web, que permita el acceso a un servidor web a través de Internet mediante un 
navegador, tal como lo muestra la Figura 17. 
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Figura 17. Esquema de captura, almacenamiento y búsqueda de datos utilizando el 
esquema de desarrollo LAMP 
La aplicación web se codifica en lenguaje PHP el cual es  soportado por los navegadores 
web y contiene elementos que permiten una comunicación activa entre el usuario y la 
información.  Esto permite que el usuario acceda a los datos de modo interactivo, gracias 
a que la página responderá a cada una de sus solicitudes, como por ejemplo visualizar, 
editar, borrar, crear, etc.   
3.1. Diseño e implementación de la base de datos 
relacional a través de la herramienta Druid.   
Para el diseño de la estructura de la base de datos se utiliza la herramienta DRUID, la 
cual permite crear la estructura de la base de datos entregando como resultado un 
diagrama UML de Entidad-Relación y el código Sql.  Estos se obtienen siguiendo el 
procedimiento, descrito en el Anexo B. Paso a paso del Druid para la construcción de la 
estructura de la base de datos”.  Ver Anexo B.   
En el diagrama UML de Entidad-Relación se distinguen 5 módulos importantes que se 
describen a continuación: 
 Módulo de Grupo de investigación: Este módulo registra y almacena en la base 
de datos la información general del grupo de investigación y de sus proyectos, 
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incluyendo una tabla de “key_words” la cual permitirá facilitar procesos de 
búsquedas por palabras claves.  Puesto que los grupos de investigación tienen 
sus propias páginas web, es conveniente registrar sólo la dirección de la página 
web, para no sobrecargar la base de datos.   La Figura 18 muestra el diagrama 
UML de E-R del módulo de grupo de investigación, en el que se indican las 
tablas, sus relaciones y los campos que las conforman. 
 
Figura 18. Diagrama UML de E-R del módulo de “Grupo de investigación” 
 Módulo de Responsables: En la tabla “groups” de este módulo se registran los 
datos de los perfiles definidos por el grupo de investigación.  Para la aplicación 
UN_Datex se han definido cinco perfiles que son: Administrador, experimentador, 
visitante, auxiliar e investigador.  Cada uno de ellos estará conformado por un 
grupo de usuarios que se crean en la tabla “users” en la que también se registran 
los nombres de usuario y password, necesarios para la autenticación, accesos y 
permisos.  Otra información relevante que se registra en este módulo son los 
datos personales de los participantes, tales como:  nombres, apellidos, e_mail, 
identificación y número telefónico.   La Figura 19 muestra el diagrama UML de E-
R del módulo de Responsables. 
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Figura 19. Diagrama UML de E-R del módulo de “Responsables” 
 Modulo de Experimento: Cada uno de los proyectos de investigación, está 
conformado por varios experimentos diferenciados por las variables físicas de 
interés o por la zona o ubicación geográfica de estudio.  En éste módulo se 
detalla los objetivos específicos del experimento.  Éste se crea como un módulo 
independiente, puesto que en algunos casos cada experimento tiene un 
responsable definido, así UN_Datex, a través del control de accesos y permisos 
permitirá que cada experimentador maneje la información que le corresponda.  La 
Figura 20 muestra el diagrama UML de E-R del módulo de Experimento. 
 
Figura 20. Diagrama UML de E-R del módulo de “Experimento” 
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 Módulo de Estación:  A su vez, cada experimento tiene asociado estaciones que 
tienen una ubicación geográfica, las cuales son registradas en la tabla “stations”, 
así como condiciones ambientales o climáticas particulares registradas en las 
tablas “environment_condition” y “condition_measurements”.   
En cada estación se encuentran equipos de medición instalados;  UN_Datex 
registra, en las tablas “equipments”, “web_pages” y “catalogues”, información 
técnica del equipo.    
Adicionalmente, el módulo de estación también registra en las tablas 
“configurations” y “detail_configurations”, información relacionada con los formatos 
en los que son presentados los datos que entrega el equipo (número de columnas 
entregadas, separadores de columnas, separadores de registros, línea de inicio 
de lectura, datos de encabezado y formato de las fecha), los cuales son utilizados 
desde la interfaz de usuario para realizar la conversión de datos a un formato 
estándar.   Se hace necesario registrar en la aplicación web, la información de las 
características de los formatos de datos, por la diversidad de formatos existentes.  
La Figura 21 muestra el diagrama UML de E-R del módulo de Estación, en el que 
se indican las tablas, sus relaciones y los campos que las conforman. 
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Figura 21. Diagrama UML de E-R del módulo de “Estación” 
 Módulo de Sensor: Cada uno de los equipos instalados registra datos de uno o 
varios sensores, por lo que se hace necesario crear un nuevo módulo en el que 
se maneje la información de los sensores que conforman cada equipo.   
 
Éste módulo se crea independiente de los demás, por la importancia que tienen 
los datos, ya que es aquí donde se registran los datos experimentales o aquellos 
que corresponden a las mediciones.  Al crear este módulo independiente se 
puede restringir la asignación de permisos para controlar que los datos no sean 
modificados de manera incorrecta.  
 
Es específicamente en la tabla “measurements” y en las columnas “magnitude”, 
“date” y “time” donde se almacena la información de las mediciones.  Cabe 
resaltar que los datos que envían los equipos no llegan directamente  a la tabla 
“measurements”, sino que la aplicación UN_Datex, primero realiza una conversión 
de los formatos de los datos a un formato estándar y luego a través de tareas 
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programadas o ejecución manual, almacena los datos convertidos en la base de 
datos una vez se encuentren en el formato estándar, lo que permite que se 
puedan realizar futuros procesamientos.  
 
“Los tres componentes básicos de un dato son: La unidad de análisis, la variable 
y el valor” [1].  El módulo Sensor trata el almacenamiento de estos tres 
componentes y de otras informaciones técnicas adicionales, tales como: escalas, 
protocolos, rangos, referencias, variables, unidades, precisión.  La Figura 22 
muestra la estructura de las tablas pertenecientes al módulo Sensor.   
 
Figura 22. Diagrama UML de E-R del módulo de “Sensor” 
La Figura 23 muestra de manera global todos los módulos, tablas y relaciones con la que 
se implementa la estructura de la base de datos UN_Datex. 
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Figura 23. Diagrama UML de E-R de la bases de datos UN_Datex 
Partiendo de estos diagramas UML de Entidad-Relación, Druid genera automáticamente 
el código .Sql, el cual consta de 238 líneas que se ejecutan por un terminal, para la 
creación de la estructura de la base de datos.  El código generado se muestra en el 
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Anexo B.  Paso a paso del Druid para la construcción de la estructura de la base de 
datos.  Ver Anexo B.   
3.2. Diseño e implementación de la interfaz de Usuario 
Una vez creada la base de datos se procede a crear la interfaz de usuario en la que se 
utiliza el framework CakePHP. 
3.2.1. Convenciones, configuraciones iniciales y permisos de 
escritura 
El framework cake PHP, se utiliza para crear la interfaz web.  Para que la herramienta 
Bake de cake pueda realizar de manera automática la interfaz web, se deben seguir 
ciertas convenciones en cuanto a nombre de carpetas, tablas, campos y claves se 
refiere.   
Cake PHP, parte de la creación previa de la estructura de la base de datos y requiere de 
las siguientes configuraciones y asignaciones: 
 Creación de la carpeta myapp dentro de la carpeta pública del servidor. 
 Asignación de una clave aleatoria en el  archivo: cake/app/config/core.php, la cual 
identifica la nueva aplicación que se desarrolle. 
 Configuración de la Base de datos 
 Asignación de los permisos de escritura a la carpeta temp 
Las convenciones a considerar y el procedimiento para realizar las anteriores 
configuraciones y asignaciones se describen en el Anexo C. Paso a paso del CakePHP 
para la creación de la interfaz web.  Ver Anexo C. 
Si todo está correctamente configurado, se ingresa, utilizando un navegador, así: 
http://localhost/myapp. 
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La Figura 24 muestra la pantalla que debe aparecer junto con los cuatro mensajes 
informativos, cuando la configuración se realiza correctamente. 
 
Figura 24. Mensajes informativos de condiciones iniciales para hacer uso de la interfaz web 
3.2.2. Aplicación de la metodología MVC en el sistema UN_Datex 
a través del bake cake 
El Cake Php tiene la herramienta Bake, la cual permite crear los modelos, los 
controladores y las vistas de manera independiente.  El procedimiento para utilizar la 
herramienta Bake se describe en el Anexo C. Paso a paso del CakePHP para la creación 
de la interfaz web.  Ver Anexo C.    
Automáticamente, Bake, va organizando en las carpetas models, controllers y views 
todos los archivos .php y .cpt que corresponden a los programas que dirigen a los 
modelos, a los controladores y a las vistas, tal como se muestra en la Figura 25. 
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Figura 25. Creación de carpetas MVC 
En la creación de los modelos se confirman las relaciones de las tablas que conforman la 
base de datos, las cuales son inicialmente detectadas por la herramienta Bake.  Para 
esta aplicación se crean 27 modelos que se almacenan en la carpeta models.   En la 
Tabla 4 se listan todos los modelos creados para la aplicación UN_Datex: 
No. 
TABLA DE LA BASE DE 
DATOS 
MODELOS 
CLASES DE LOS 
MODELOS 
1 Catalogues catalogue.php Catalogue 
2 catalogues_equipments catalogues_equipment.php CataloguesEquipment 
3 condition_measurements condition_measurement.php ConditionMeasurement 
4 Configurations configuration.php Configuration 
5 detail_configurations detail_configuration.php DetailConfiguration 
6 environment_conditions environment_condition.php EnvironmentCondition 
7 Equipment equipment.php Equipment 
8 equipments_stations equipments_station.php EquipmentsStation 
9 equipments_web_pages equipments_web_page.php EquipmentsWebPage 
10 Experiments experiment.php Experiment 
11 experiments_stations experiments_station.php ExperimentsStation 
12 experiments_users experiments_user.php ExperimentsUser 
13 Groups group.php Group 
14 investigation_groups investigation_group.php InvestigationGroup 
15 key_words key_word.php KeyWord 
16 key_words_projects key_words_project.php KeyWordsProject 
17 measurements measurement.php Measurement 
18 Projects project.php Project 
19 Protocols protocol.php Protocol 
20 protocols_sensors protocols_sensor.php ProtocolsSensor 
21 Ranges range.php Range 
22 Scales scale.php Scale 
23 scales_sensors scales_sensor.php ScalesSensor 
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24 Sensors sensor.php Sensor 
25 Stations station.php Stations 
26 Users user.php User 
27 web_pages web_pages.php WebPage 
Tabla 4. Modelos de la aplicación UN_Datex 
Para los controladores se crean las clases que contienen la lógica de las acciones que se 
pueden ejecutar con las tablas.  En el UN_Datex se crean, uno a uno, 27 controladores 
que se almacenan en la carpeta controllers, tal como se muestra en la Figura 26.    
 
Figura 26. Archivos .php de los controladores 
En la Tabla 5 se listan todos los controladores y sus clases, creados para la aplicación 
UN_Datex: 
No. 
TABLA DE LA BASE 
DE DATOS 
CONTROLADORES 
CLASES DE LOS 
CONTROLADORES 
1 Catalogues catalogues_controller.php CataloguesController 
2 catalogues_equipments catalogues_equipments_controller.php CataloguesEquipmentsController 
3 condition_measurements condition_measurements_controller.php ConditionMeasurementsController 
4 Configurations configurations_controller.php ConfigurationsController 
5 detail_configurations detail_configurations_controller.php DetailConfigurationsController 
6 environment_conditions environment_conditions_controller.php EnvironmentConditionsController 
7 Equipment equipment_controller.php EquipmentController 
8 equipments_stations equipments_stations_controller.php EquipmentsStationsController 
9 equipments_web_pages equipments_web_pages_controller.php EquipmentsStationsController 
10 Experiments experiments_controller.php ExperimentsController 
11 experiments_stations experiments_stations_controller.php ExperimentsStationsController 
12 experiments_users experiments_users_controller.php ExperimentsUsersController 
13 Groups groups_controller.php GroupsController 
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14 investigation_groups investigation_groups_controller.php InvestigationGroupsController 
15 key_words key_words_controller.php key_words_controller.php 
16 key_words_projects key_words_projects_controller.php KeyWordsProjectsController 
17 Measurements measurements_controller.php MeasurementsController 
18 Projects projects_controller.php ProjectsController 
19 Protocols protocols_controller.php ProtocolsController 
20 protocols_sensors protocols_sensors_controller.php ProtocolsSensorsController 
21 Ranges ranges_controller.php RangesController 
22 Scales scales_controller.php ScalesController 
23 scales_sensors scales_sensors_controller.php ScalesSensorsController 
24 Sensors sensors_controller.php SensorsController 
25 Stations stations_controller.php StationsController 
26 Users users_controller.php UsersController 
27 web_pages web_pages_controller.php WebPagesController 
Tabla 5. Controladores de la aplicación UN_Datex 
En cuanto a las vistas, se configuran todas las pantallas que se requieren visualizar en la 
aplicación, tales como las de adición, modificación, borrado,  visualización, menú y 
consolidación.  Cake genera unas vistas de pantallas genéricas que tienen una 
apariencia muy sencilla pero funcional. 
Dentro de los alcances de la presente tesis no se encuentra el diseño de vistas 
personalizadas, ya que cada grupo de investigación podrá hacerlo de acuerdo a sus 
preferencias.   Sin embargo; en el caso de requerirse se puede utilizar las listas de estilos 
que contiene la herramienta cake modificando los archivos de los controladores.  Para 
mayor información acerca de las vistas personalizadas se recomienda consultar el 
manual del cake php en la página:  
http://book.cakephp.org/es#!/es/view/879/Comenzando-con-CakePHP. 
En la Tabla 6 se listan todas las vistas creadas utilizando la herramienta Bake del Cake 
Php, para la aplicación UN_Datex: 
No. 
TABLA DE LA BASE DE 
DATOS 
VISTAS 
TIPOS DE 
VISTAS 
1 catalogues catalogues 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
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2 catalogues_equipments catalogues_equipments 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
3 condition_measurements condition_measurements 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
4 configurations configurations 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
5 detail_configurations detail_configurations 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
6 environment_conditions environment_conditions 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
7 equipment equipment 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
consolidate.ctp 
8 equipments_stations equipments_stations 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
9 equipments_web_pages equipments_web_pages 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
10 experiments experiments 
view.ctp 
edit.ctp 
delete.ctp 
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add.ctp 
index.ctp 
11 experiments_stations experiments_stations 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
12 experiments_users experiments_users 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
13 groups groups 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
14 investigation_groups investigation_groups 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
15 key_words key_words 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
16 key_words_projects key_words_projects 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
17 measurements measurements 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
18 projects Projects 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
19 protocols Protocols view.ctp 
edit.ctp 
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delete.ctp 
add.ctp 
index.ctp 
20 protocols_sensors protocols_sensors 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
21 ranges ranges 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
22 scales scales 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
23 scales_sensors scales_sensors 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
24 sensors sensors 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
25 stations stations 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
26 users users 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
27 web_pages web_pages 
view.ctp 
edit.ctp 
delete.ctp 
add.ctp 
index.ctp 
Tabla 6. Vistas de la aplicación UN_Datex 
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En las Figuras 27, 28, 29, 30, 31 y 32, consignadas en la Tabla 7, se muestran algunas 
de las vistas que se obtienen después de finalizar el proceso de creación MVC, 
obteniendo como resultado una interfaz de usuario muy práctica y sencilla de utilizar.   
Vista de adición de equipos 
 
 
 
Figura 27. Vista de adición de equipos en la aplicación UN_Datex 
 
Vista de modificación de equipos 
 
    
 
Figura 28. Vista de modificación de equipos en la aplicación UN_Datex 
 
Vista de borrado de equipos 
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Figura 29. Vista del borrado de equipos en la aplicación UN_Datex 
 
Vista de visualización de equipos 
 
 
Figura 30. Vista de la visualización de equipos en la aplicación UN_Datex 
 
Vista de menú de equipos 
 
 
Figura 31. Vista del menú de equipos en la aplicación UN_Datex 
 
Vista de consolidación de datos de equipos (conjunto de sensores) 
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Figura 32. Vista de la consolidación de equipos en la aplicación UN_Datex 
 
Tabla 7.  Vistas obtenidas desde el Cake PHP 
3.2.3. Implementación de roles/permisos y autenticación de 
usuarios en el sistema UN_Datex utilizando los componentes Acl  
y Auth del Cake Php 
Esta implementación utiliza las herramientas ACL (listas de control de acceso) y 
AuthComponent (sistema de autenticación de usuarios).  La herramientas ACL permite 
automatizar la relación entre perfiles-usuarios-permisos.  La herramienta Auth es un 
componente del CakePHP que permite que los usuarios, quienes ingresan para utilizar el 
sistema, puedan autenticarse.  Cada usuario tendrá entonces un perfil que a su vez 
tendrá asignado un conjunto de permisos.   De esta manera, los usuarios contarán con 
permisos previamente  asignados que regularán su accionar.    
Para hacer uso de las herramientas Auth y Acl del Cake se debe realizar inicialmente 
diversas configuraciones, que se detallan en el Anexo C. Paso a paso del CakePHP para 
la creación de la interfaz web. Ver Anexo C. 
El Uso de estas herramientas implican el uso de tres nuevas tablas llamadas tablas ACL, 
que se deben agregar a la base de datos.  Estas son las siguientes: Tablas Aros, Tablas 
Acos y Tablas Aros-Acos 
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Tablas AROS 
Para CakePHP, un Aro, Access request object, puede ser indistintamente un usuario o un 
perfil de usuarios a los que se les permitirá o denegará el acceso a un Aco o conjunto de 
Acos.  La Tabla 8 describe la tabla Acl implementada para la creación de AROS.  
Campo Descripción 
Id Contiene el identificador de cada registro 
parent_id ID del Aro padre 
model Nombre del modelo al que pertenece el Aro 
foreign_key ID del perfil o usuario 
alias Nombre utilizado para identificar al perfil o usuario  
lft/rght Utilizado para establecer la estructura de árbol 
Tabla 8. Tabla Acl para la creación de AROS 
La creación de Aros es automática y se realiza en el momento en el que se crean los 
grupos o usuarios desde la interfaz web de usuario. Esto hace la administración de Acl 
muy fácil ya que los Aros se ligan transparentemente a las tablas de users y groups. De 
esta forma, cada vez que se crea o elimina un usuario la tabla de Aro se actualiza.  Pero; 
para que Auth y Acl funcionen apropiadamente se requiere asociar los modelos users y 
groups con registros en las tablas Acl. Para hacer ésto se deben seguir los pasos 
descritos en el Anexo C. Paso a paso del CakePHP para la creación de la interfaz web. 
Ver Anexo C. 
Hasta este punto, los controladores y modelos se encuentran preparados para agregar 
algunos datos iniciales, y los modelos Group y User están unidos a la tabla Acl. Ahora, se 
agregan los siguientes grupos y usuarios utilizando los formularios que se crean desde el 
Cake bake, tal como lo muestra la Figura 33 y 34. 
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Figura 33. Interfaz web para la creación de grupos (perfiles) 
 
Figura 34. Interfaz web para la creación de usuarios 
Si se hace un SELECT * FROM aros desde la consola de mysql se obtendrá el resultado 
mostrado en la Figura 35.  
 
Figura 35. Contenido de la tabla AROS 
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Lo anterior muestra que se tienen tres grupos y tres usuarios y que los usuarios se 
encuentran anidados dentro de los grupos, lo que significa que se podría fijar permisos 
mediante grupos o por usuarios. 
 
Tablas ACOS 
Para CakePHP, un Aco, Access control objects, es una acción sobre la cual se otorga o 
deniega un permiso; se puede tratar de un controlador completo o de alguna(s) 
acción(es) y/o función(es) contenida(s) en él.  El componente Auth debe configurarse 
siguiendo los pasos explicados en el Anexo C. Paso a paso del CakePHP para la 
creación de la interfaz web. Ver Anexo C. La Tabla 9 describe la tabla Acl implementada 
para la creación de ACOS.  
Campo Descripción 
Id Contiene el identificador de cada registro 
parent_id ID del Aco padre 
Model NULL 
foreign_key NULL 
Alias Nombre utilizado para identificar al Aco 
lft/rght Utilizado para establecer la estructura de 
árbol Tabla 9.  Tabla Acl para la creación de ACOS 
No hay una manera rápida de generar los Acos, tal como se generaron los Aros;  éstos 
se configuran a través de consola.  El ejercicio inicia con la creación de un Aco de nivel 
superior cual se llama 'controllers', creado por consola con el siguiente comando:   
$cake acl create aco root controllers. 
Luego se crean los Acos a nivel de los controladores, los cuales se generan a través de 
la consola, así: 
$cake acl create aco controllers “Nombre de la tabla” 
Este comando se ejecuta, uno a uno, para cada una de las 27 tablas de la base de datos. 
Finalmente, se crean los Acos a nivel de acciones para asignar los permisos específicos 
de cada controlador.  Son permisos para 5 acciones para cada una de las 27 tablas, de 
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esta manera se cuantifican la creación de 135 Acos adicionales.  A continuación se 
muestran los comandos para la creación de Acos para los permisos específicos de la 
tabla investigation_group.  Éste procedimiento se repite para las 27  tablas restantes:   
$cake acl create aco InvestigationGroups add 
$cake acl create aco InvestigationGroups delete 
$cake acl create aco InvestigationGroups edit 
$cake acl create aco InvestigationGroups view 
$cake acl create aco InvestigationGroups index 
Tablas AROS-ACOS 
Las tablas Aros-Acos describen un conjunto de relaciones entre Aros y Acos; en otras 
palabras es el conjunto que determina los permisos que tiene cada usuario o perfil de 
usuarios. 
Considerando  la tabla definida en los documentos de actores y casos de uso, se asignan 
los  permisos que tendrán los Aros para acceder a los Acos ya creados. La Tabla 10 
describe la tabla Acl implementada para la creación de AROS-ACOS. 
Campo Descripción 
Id Contiene el identificador de cada registro 
aro_id ID del Aro al que se le asignarán permisos 
aco_id ID del Aco al que se le asignarán permisos 
_create/_read/_update/_delete  Número boleano que determina el acceso a dichas 
acciones  Tabla 10. Tabla Acl para la creación de AROS-ACOS 
La creación de los permisos al igual que crear los Acos, no tiene una solución 
automática.  Para esta aplicación se realiza la asignación de permisos a nivel de perfiles, 
es decir los permisos se asignan a los perfiles de: investigador, auxiliar y experimentador, 
sin embargo; es posible hacer asignaciones de permisos a nivel de usuarios. 
La asignación de permisos a nivel global, para un perfil que requiera tener todos los 
permisos se ejecuta el siguiente comando por consola, así: 
$ cake acl grant “Group.id” controllers all 
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Así, si por ejemplo, el perfil de administrador tiene un id = 7 en la tabla de usuarios, 
users, entonces el comando a ejecutar es: 
$ cake acl grant “Group.7” controllers all 
La asignación de permisos a nivel de controladores, se realiza ejecutando el siguiente 
comando: 
$ cake acl grant “Group.id”  “nombre del controlador” all 
Así, si por ejemplo, el perfil de experimentador tiene un id = 8 en la tabla de usuarios, 
users, y se le desea otorgar todos los permisos para manejar el controlador de 
estaciones, entonces el comando a ejecutar es: 
$ cake acl grant Group.8 stations all 
La asignación de permisos a nivel de acciones específicas, se realiza ejecutando el 
siguiente comando: 
$ cake acl grant “Group.id” “controlador/acción” all 
Así, si por ejemplo, el perfil de visitante tiene un id = 9 en la tabla de usuarios, users, y se 
le desea otorgar solo los permisos de visualización a la tabla de mediciones, entonces el 
comando a ejecutar es: 
$ cake acl grant Group.9 measurements/view all 
3.2.4. Login de usuarios 
La aplicación ya se encuentra bajo control de acceso y cualquier intento de ver alguna 
página sin acceso público será redirigida a la página de login.  Sin embargo, es necesario 
crear una vista de login, cuyo procedimiento para crearla se describe en el Anexo C. 
Paso a paso del CakePHP para la creación de la interfaz web. Ver Anexo C. 
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Ahora, se puede logear el usuario y cuando el acceso sea denegado el mensaje 
apropiado del Auth será desplegado.  La Figura 36 muestra la pantalla de ingreso para el 
login de usuarios. 
 
Figura 36. Interfaz web para el login del usuario 
Hasta este momento ya se tiene una aplicación controlada por los componentes Auth y 
Acl. Los permisos de usuarios se hicieron al nivel de grupo, pero pueden ser 
configurados a nivel de usuarios en cualquier momento. También se puede configurar los 
permisos a nivel global y también por controladores y acciones. 
3.3. Procesamiento de los datos experimentales 
3.3.1 Estudio de los formatos de datos en los grupos de 
investigación 
Después de recopilar información facilitada por: EMC_UN, grupo de investigación 
Compatibilidad Electromagnética de la Universidad Nacional de Colombia y el PAAS, 
Programa de investigación sobre la adquisición y análisis de señales  de la Universidad 
Nacional de Colombia; se detecta que, inclusive a nivel de equipos, se manejan diversos 
tipos de formatos de datos, lo que dificulta la tarea de realizar procesamientos entre los 
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datos medidos.   La Figura 37 muestra un primer ejemplo de los formatos de datos 
utilizados. 
Formato ejemplo 1. 
El archivo .txt se visualiza de la siguiente manera: 
 
Figura 37. Fuente: datos proporcionados por experimentador: David Ariza.  Universidad 
Nacional 
Los cual corresponde en su orden a la información de: 
Año, día, mes, hora, minuto, segundo, medición de temperatura, medición de RH, 
medición adicional 1, medición adicional 2, medición adicional 3, medición adicional 4, 
medición adicional 5,   medición adicional 6, medición adicional 7, medición adicional 8, 
medición adicional 9 y medición adicional 10.   
La Figura 38 muestra un segundo ejemplo de los formatos de datos utilizados. 
Formato ejemplo 2 
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Figura 38.  Fuente:  datos proporcionados por el experimentador Daniel Aranguren.  
Universidad Nacional 
Cada archivo de mediciones entrega 14 columnas que en su orden de izquierda a 
derecha especifican:  Magnitud sensor 1, Magnitud sensor 2, Magnitud sensor 3, 
Segundo, Magnitud sensor 4, Minuto, Magnitud sensor 5, Hora, Magnitud sensor 6, Día, 
Magnitud sensor 7, Mes, Magnitud sensor 8 y Año.   
Para comparar los datos del ejemplo 1 con los datos del ejemplo 2, se requiere realizar 
una conversión a un único formato genérico que permita realizar procesamientos y 
comparaciones entre los mismos.   Como se puede observar en ambos ejemplos, la 
disposición de los datos en el archivo, los separadores entre los datos, los separadores 
entre las columnas, el orden de las columnas, la ausencia o presencia de encabezados, 
etc, difieren entre un archivo y otro.    
La Figura 39 y la Figura 40 muestran otros ejemplos de formatos de datos 
experimentales que evidencian la heterogeneidad que se presenta entre uno y otro.  Por 
ejemplo los separadores para el ejemplo 3 son espacios y para el ejemplo 4 son comas.  
El número de columnas en cada caso es diferente. 
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Formato ejemplo 3 
 
Figura 39. Fuente:  Datos proporcionados por el experimentador Daniel Aranguren.  
Universidad Nacional 
Formato ejemplo 4 
 
Figura 40.  Fuente:  Datos proporcionados por el experimentador David Ariza.  Universidad 
Nacional 
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Otros formatos identificados en los datos revisados son los definidos por los estándares 
como el ISO, JIS, Americano, Europeo e Internal, los cuales son comúnmente utilizados y 
se describen en la Tabla 11. 
Tipo de 
datos 
Formato Definición 
Fecha 
USA %m.%d.%Y  
JIS %Y-%m-%d  
ISO %Y-%m-%d  
EUROPEO %d.%m.%Y 
INTERNAL %Y%m%d  
Hora 
USA %Y-%m-%d-%H.%i.%s  
JIS %Y-%m-%d   %H:%i:%s  
ISO %Y-%m-%d   %H:%i:%s  
EUROPEO %Y-%m-%d-%H.%i.%s  
INTERNAL %Y%m%d%H%i%s  
Fecha/Hora 
USA  %h:%i:%s %p  
JIS  %H:%i:%s 
ISO  %H:%i:%s 
EUROPEO  %H.%i.%S 
INTERNAL  %H%i%s 
Tabla 11. Formatos de datos estándar 
La Tabla 12 muestra el significado de cada uno de los especificadores indicados en la 
Tabla 11. 
Especificador Descripción 
%m mes numérico (00…12) 
%d Día del mes numérico (00…31) 
%Y Año numérico 4 dígitos 
%H Hora (00…23) 
%i Minuto numérico (00…59) 
%s Segundos (00…59) 
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%h Hora (01…12) 
%p AM o PM 
Tabla 12. Definición de especificadores 
3.3.2. Definición del formato genérico  
Después de revisar los diversos formatos, se selecciona como formato genérico  uno 
comúnmente utilizado, con el objetivo de ahorrar en lo posible los procesamientos a los 
datos, así: 
 Formato genérico para especificar la hora: 
%Y - %m - %d  
El formato anterior indica, según los especificadores definidos, que la fecha se 
convertirá a un formato genérico compuesto de la siguiente manera:   
 Año con 4 dígitos, 
 Mes numérico con dos dígitos 
 Día de mes numérico con dos dígitos 
 Separador entre año, mes, día:  guión (-) 
 Ejemplo:  El formato fecha 1998-05-03 denota la fecha:  3 de mayo de 
1998 
Como se puede observar este formato se encuentra contemplado en la tabla de 
formatos, definido como formato ISO, el cual coincide también con el formato JIS, 
para este caso. 
 Formato genérico para especificar la fecha: 
%H:%i:%s 
El formato anterior indica, según los especificadores definidos, que la hora se 
convertirá a un formato genérico compuesto de la siguiente manera:   
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 Hora  con 2 dígitos de 00 a 23 
 Minuto con 2 dígitos de 00 a 59 
 Segundo con 2 dígitos de 00 a 59 
 Separador entre hora, minuto y segundo: dos puntos( : ) 
Ejemplo:  el formato hora 23:15:30 denota la hora 23 del minuto 15 y del segundo 30. 
Como se puede observar este formato se encuentra contemplado en la tabla de 
formatos, definido como formato ISO, el cual coincide también con el formato JIS, 
para este caso. 
 Formato genérico para especificar la magnitud de la medición: 
La magnitud de las mediciones se convertirá a un formato estándar que utilizará 
punto, para separar parte entera de parte decimal. 
Con los formatos definidos anteriormente, los datos serán almacenados en la base de 
datos. 
3.3.3. Caracterización de los formatos de datos a través de 
formularios 
La diversidad de formatos y la dificultad a nivel de programación de diseñar un programa 
que identifique el tipo de formato que tienen los datos cuando se desean convertir a un 
formato estándar, sugiere la necesidad de generar un formulario de caracterización y de 
esta manera crear un programa plantilla que aplique a cualquier formato que llegue. 
Al hacer click en el botón Consolidar, ubicado en la vista de equipos, se abre la 
aplicación consolidador.  Esta aplicación recibe el ID o código del equipo que se va a 
procesar y abre el formulario inicial para la configuración del formato de datos del equipo.  
A este formulario se le introduce la descripción detallada de cómo está conformado el 
archivo que envía el equipo.  Esta información se almacena en la base de datos para que 
en posteriores consolidaciones la aplicación recuerde la configuración almacenada.  Esta 
información además es utilizada para procesar los datos posteriormente cuando se 
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requiera realizar el procedimiento de consolidación y almacenamiento a través de tareas 
programadas (consolidador automático).  El formulario se describe en la Figura 41. 
 
Figura 41.  Formulario 1 
Al configurarse el número de columnas, el programa plantilla identifica el número de 
datos que debe extraer entre datos de mediciones, de fecha y de hora.  La configuración 
del separador de columnas permite identificar, dónde empieza y dónde termina un dato 
de fecha, hora o medición.  El separador de registros identifica el inicio y fin de un 
registro de mediciones completo compuesto generalmente por la hora, fecha y la(s) 
mediciones correspondiente a esa hora (filas de registros).  El número de línea donde 
empieza la lectura de registros identifica a partir de qué línea se realizará la lectura de los 
datos y excluye de la lectura los encabezados que algunos archivos poseen.   
En el formulario también se incluye la pregunta de si se encuentra la fecha en el 
encabezado, considerando que los archivos de ejemplos mostrados por los grupos que 
tienen fechas en el encabezado, corresponden a la fecha inicio en el que se empezó a 
generar el archivo.  En este caso se selecciona la fecha de un calendario que se 
despliega.  
Finalmente, se selecciona el archivo a convertir  buscando su ruta en el disco duro u otra 
unidad de datos del PC y se hace click en el botón:  Crear campos 
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3.3.4. Conversión de los datos de entrada a formato genérico 
Después de introducir la información básica de la estructura del archivo y hacer click en 
el botón:  Crear campos, se pasa a la pantalla de configuración de los sensores, 
indicando a través de ella el número de sensores del equipo a procesar y el orden en el 
que se encuentran los datos de magnitud, hora y fecha en las columnas del archivo. 
Adicionalmente se selecciona cuál(es) de todos los sensores que contiene el equipo se 
desean procesar.  Considerando los datos expuesto en el ejemplo 2, el cual tiene 14 
columnas de datos, se genera el siguiente formulario mostrado en la Figura 42, con el 
número de campos configurado en el formulario 1, así: 
 
 
Figura 42. Formulario 2 
Aquí se configura, para cada campo (columna), si se trata de una medición, una 
fecha o una hora.  Para el caso de una medición se selecciona el número del 
sensor con el que se va a autogenerar una carpeta de backup de los datos 
procesados.  La Figura 43 muestra el menú de selección que se autogenera al 
indicar el número de sensores. 
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Figura 43. Lista de sensores 
Para el caso de una fecha u hora se selecciona el formato de datos original que 
tenga.  Finalmente se hace click en el botón: “consolidar información”.  La figura 
44 muestra el menú de selección de los posibles formatos disponibles. 
 
 
Figura 44. Lista de formatos de fecha y hora 
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3.3.5. Exportación de los datos  
Una vez se haya llenado el formulario 2 y después de hacer click en el botón de 
“Consolidar información”  el programa: “consolidador” hace una copia de seguridad del 
archivo y el procesamiento del mismo, que consiste en: 
 A partir de la línea de lectura indicada la aplicación creará un archivo de texto 
separado por comas, con los datos convertidos a un formato genérico, que servirá 
de respaldo almacenando la información de cada columna o sensor a consolidar y 
guardará la información de cada columna en cada archivo con la fecha y la hora, 
si aplica. 
 toda la información se almacena en la base de datos, de manera organizada en la 
tabla “measurements” la cual está compuesta por los campos: magnitud, fecha y 
hora, tal como se muestra en la Figura 45.   
 
Figura 45. Tabla de mediciones 
 Al terminar la consolidación, la aplicación genera un reporte que indica el número 
de datos procesados. 
 Debido a las relaciones establecidas con la tabla de equipos y sensores, se 
almacena la información del equipo y sensor al que pertenece la información. 
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3.3.6. Seguridad de la información   
A través del botón de “Consolidar información” también se auto genera una carpeta con 
el id del equipo y dentro de estas, unas subcarpetas “S” para cada uno de los sensores 
que conforman el equipo, tal como se muestran en la Figura 46.  Estas carpetas permiten 
que el experimentador cuente con archivos de backup en su pc, en aras de garantizar la 
disponibilidad y seguridad de la información. 
 
Figura 46.  Backup de subcarpetas de sensores 
3.3.7. Autoalmacenamiento de datos.  Comunicación con equipos 
remotos mediante tareas programadas 
El autoalmacenamiento de datos se realiza utilizando un programa que permite a 
usuarios Linux/Unix ejecutar automáticamente comandos o scripts a  una hora o fecha 
específica.  Este programa se llama Cron y es un demonio (servicio) lo que significa que 
sólo requiere ser iniciado una vez, generalmente con el mismo arranque del sistema y 
que ejecuta programas agendados.  En prácticamente todas las distribuciones de Linux 
se usa la versión Vixie Cron, por la persona que la desarrolló, que es Paul Vixie, uno de 
los grandes gurús de Unix [36]. 
Para agregar una nueva entrada a la lista de tareas programadas del crontab, se ejecuta 
desde un terminal, el comando:  Crontab – e, se escoge un editor que puede ser el nano 
y se escribe a través del siguiente formato: [minutos] [hora] [día] [mes] [dia_de_semana] 
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[comando], el minuto, hora, día, mes y día de la semana en el que se va a ejecutar el 
comando indicado. 
Para que se realice el autoalmacenamiento de los datos se ejecuta un archivo de 
extensión “.sh” que contiene una rutina con los comandos para establecer la 
comunicación con el servidor.  Este archivo a su vez llama a ejecución al archivo 
“automático .php” que realiza la descarga, genera la conversión y almacena los datos en 
la base de datos. 
Antes de ejecutar el consolidador de manera automática la información del formato de 
datos de los equipos debe estar previamente configurada.  La aplicación hace un barrido 
de los archivos que se encuentran en la carpeta UN_Datex y revisa cada archivo que se 
encuentra dentro de la carpeta.  Antes de procesar dichos archivos, UN_Datex 
automático verifica que los archivos no hayan sido procesados con anterioridad, si ya lo 
fueron, automático los ignora sino UN_Datex automático hace una verificación de la 
extensión de éstos archivos y los asocia con un equipo.   
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4.  Validación del software.  Tercer paso 
metodológico   
4.1  Pruebas realizadas con el grupo de investigación en 
compatibilidad Electromagnética, EMC_UN. 
Características del experimento 
Se tiene un sensor ubicado en el campus universitario del que se requiere monitorear el 
campo magnético diariamente. Se programará el sistema para que todos los días y cada 
hora se descargue la información proporcionada por el sensor y se almacene en la base 
de datos. 
El sensor tiene una conexión hacia una tarjeta de adquisición de datos con un conversor 
análogo/digital que ingresa los datos a un computador que funciona como un servidor ftp. 
El computador tiene instalado el software Labview, el cual se encarga de generar unos 
archivos de extensión .lvm que contienen la información relacionada con las mediciones 
de campo magnético. 
Previo al inicio de descargas se configura el formato de los datos en el formulario de 
caracterización, tal como lo muestra la Figura 47. 
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Figura 47.  Interfaz de usuario para la configuración de los formatos 
 
Configuraciones del experimento 
Se realiza la programación de la tarea en el sistema operativo, utilizando la herramienta 
crontab, a través del comando:  Crontab-e.  Se escoge el editor nano y se digita un 
comando que indique la periodicidad de la ejecución de la tarea programada.  Para el 
presente experimento se ejecutará la consolidación de los datos a cada hora, así que el 
comando a ejecutar es: 
30 * * * * /home/ruta/prueba.sh  >> /home/ruta/crontab.log 
El anterior comando se ejecuta cada vez que ocurra el minuto 30, es decir cada hora.  
Los asteriscos indican que se ejecutará para todas las horas, todos los días, todos los 
meses y todos los días de la semana.  Adicionalmente se le indica que envíe un mensaje 
al archivo crontab.log para que indique si la operación se ejecutó satisfactoriamente.   
En cuanto al archivo: prueba.sh contiene los siguientes comandos: 
#!/bin/bash 
HOST=  
USER= 
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PASSWD= 
ftp -n $HOST << END_SCRIPT 
quote USER $USER 
quote PASS $PASSWD 
lcd /home/liesle/PUBLIC_HTML/consolidador/UN_Datex 
prompt 
mget *.scv 
quit 
 END_SCRIPT 
firefox http://localhost/consolidador/automatico.php  
 
Estos comandos especifican el host, el usuario y el password para establecer una 
comunicación ftp y almacenar en la carpeta indicada (Carpeta UN_Datex) los archivos 
que se requieren descargar.  La descarga se realiza para los archivos de extensión .csv 
que encuentren en el servidor.  La consolidación de los datos solo se realiza para los 
archivos nuevos.  
Finalmente ejecuta desde un navegador web el programa: automatico.php; el cual se 
encarga de realizar la conversión de los datos a un formato genérico, realizar los back 
ups y de almacenar en la base de datos la información organizada por sensor.  Cabe 
resaltar que la mayoría de los archivos de descarga traen la información por equipo y no 
por sensor, lo que requiere fraccionar la información ya que el procesamiento de los 
datos se realiza según las mediciones de cada sensor.  Para cada sensor se registra 
entonces la hora, fecha y magnitud.  
El anterior experimento sólo se puede realizar desde el campus universitario.  Para el 
caso en que se requiera establecer una conexión desde cualquier lugar se puede realizar 
estableciendo una conexión ssh a través del siguiente comando: 
-sh-4.1$ ssh username@serverip –p port –L displayport:localhost:displayport 
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4.2  Pruebas realizadas con  el grupo de investigación 
PAAS_UN 
Características del experimento 
El grupo PAAS_UN se ingresa al UN_Datex detallando sus proyectos a cargo, tal como 
se muestra en la figura 48.  Cada  proyecto tiene varias estaciones detalladas en la figura 
49 y 50, en las que se instalaron los equipos descritos en la figura 51.  Los equipos a su 
vez están conformados por varios sensores, descritos en la figura 52, que monitorean 
permanentemente los campos eléctricos de diversas zonas de interés en el país.  Los 
datos experimentales son descargados en un servidor bajo archivos de extensión .lvm los 
cuales contienen  toda la información suministrada por los equipos de medición que a su 
vez se encuentran conformados por varios sensores que suministran sus respectivas 
mediciones.  La información es extraída a través de una memoria USB.  El aplicativo 
UN_Datex se ejecuta de forma manual, buscando los datos en el dispositivo de 
almacenamiento.  UN_Datex organiza y almacena en una base de datos los datos 
experimentales con el formato genérico definido, tal como lo muestra la figura 53. 
El sistema UN_Datex también permite organizar la metadata, roles y perfiles, archivos de 
backups, considerando así las mejores prácticas para la investigación descritas en el 
apartado del marco teórico. 
Proyectos del grupo PAAS_UN 
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Figura 48. Proyectos del grupo de investigación PASS_UN 
Estaciones del grupo PASS_UN 
 
 
 
 
    
 
 
Figura 49. Estaciones del grupo de investigación PASS_UN 
 
 
Descripción individual de una estación del grupo PASS_UN 
 
 
 
 
 
 
 
 
Figura 50. Descripción individual de una estación del grupo de investigación PASS_UN 
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Equipos del grupo PASS_UN 
 
 
 
 
 
 
Figura 51. Equipos del grupo de investigación PAAS_UN 
 
 
 
 
Sensores del grupo PASS_UN 
 
 
 
 
 
 
Figura 52. Sensores del grupo de investigación PAAS_UN 
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Datos experimentales consolidados en la base de datos del sistema UN_Datex 
 
 
Figura 53. Datos almacenados en la base de datos del sistema UN_Datex 
Tabla 13.  Organización de la información del grupo PAAS_UN 
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5. Evolución del software.  Cuarto paso 
metodológico.   
UN_Datex es un aplicativo piloto y corresponde a un primer prototipo. Su proceso de 
evolución se llevará a cabo con las mejoras futuras y de acuerdo con las nuevas 
necesidades que vayan surgiendo de los grupos.  Se debe tener en cuenta que es el 
inicio de una plataforma que pretende ofrecer muchas prestaciones a los grupos de 
investigación para el manejo de los datos, esta plataforma se seguirá fortaleciendo con el 
desarrollo futuro de nuevas funcionalidades. 
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6. Conclusiones y Trabajos Futuros 
6.1 Conclusiones 
Después de desarrollar el Sistema de Recepción, Almacenamiento y Procesamiento de 
datos experimentales se obtiene un aplicativo que permite compartir, acceder, reutilizar y 
mantener datos  experimentales cumpliendo con los requerimientos definidos por los 
grupos de investigación.   
El sistema UN_Datex proporciona un esquema de roles y permisos configurable, permite 
la fácil modificación de la estructura de la base de datos y unifica los datos 
experimentales a un formato genérico estándar, dando solución a una problemática 
adicional detectada durante la interacción con los grupos de investigación y definida 
como la gran diversidad de las estructuras de los grupos, de los formatos de datos y de 
los contenidos e intereses de cada proyecto.   Ésta diversidad, fue uno de los grandes 
obstáculos y retos dentro del desarrollo del sistema. 
El desarrollo e implementación del UN_Datex permite establecer dentro de los grupos de 
investigación, metodologías de trabajo enfocadas al desarrollo de las mejores prácticas 
para el manejo y gestión de los datos experimentales; considerando las dificultades que 
se presentan en los procesos de manejo de  información en los grupos de investigación.   
UN_Datex garantiza que los procesos de manejo de la información se hagan con calidad, 
creando una cultura investigativa organizada y permitiendo que los grupos de 
investigación evidencien la calidad de sus productos, siendo más atractivo para el sector 
productivo.   
Gracias al presente trabajo investigativo se ha generado  un nuevo conocimiento que se 
concentra fundamentalmente en: 
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- La identificación los requerimientos funcionales de los grupos de investigación en sus 
diversos experimentos.  Los grupos de investigación presentaban problemas pero no se 
había realizado un levantamiento de los datos. 
- La demostración de que una herramienta web basada en bases de datos relacionales 
soluciona un problema concreto a los grupos de investigación relacionado con la gestión 
de la calidad y confiabilidad de los datos experimentales. 
-  La prueba de que el diseño ER y la interfaz asociada satisfacen los requerimientos de 
los grupos de investigación.   
La puesta en marcha del sistema con los datos experimentales de los grupos de 
investigación EMC_UN y PAAS_UN, muestra un avance significativo en aspectos que 
fortalecen y dan un valor agregado a las investigaciones realizadas desde los grupos de 
investigación.   Tal cual como lo expresan los ingenieros Francisco Román y Oscar 
Montero del Grupo de Investigación en Compatibilidad Electromagnética  EMC_UN:   
“Consideramos que el software desarrollado es de una alta calidad ya que los modelos 
utilizados en su desarrollo facilitan la modificación y adaptación del mismo, 
características importantes para que el software pueda ser utilizado por grupos con 
diferentes estructuras y necesidades. El servicio que presta es relevante para un grupo 
de investigación por varias razones: 
1) Centraliza el almacenamiento de datos lo que facilita el acceso a cualquier 
investigador que los necesite, permitiendo controlar los permisos de cada usuario sobre 
dichos datos. 
2) Permite organizar los datos según su origen y su objetivo (sensores y proyectos), 
facilitando su administración. Y brinda descripciones relevantes acerca de los mismos 
(metadatos) manteniendo una documentación que facilita su uso. 
3) Permite compartir información entre proyectos, lo que hace que los datos puedan ser 
explotados al máximo en el grupo de investigación. 
4) La conversión de formatos ajustable permite crear reportes con la información y el 
formato adecuado a las necesidades del investigador y la forma en que este procese los 
datos. 
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5) Puede ser utilizado para llevar una memoria de los datos experimentales de diferentes 
proyectos, incluyendo trabajos de tesis, haciendo que esta información permanezca 
siempre disponible para trabajos futuros. 
En conclusión considero que el uso de esta herramienta permite optimizar el uso de 
datos de medición y por tanto puede tener un impacto considerable en la producción de 
conocimiento de un grupo de investigación”. 
De acuerdo con lo anterior se puede evidenciar el aporte que UN_Datex hace a la 
investigación.   
El grupo Electrical Machines and Drives (EM&D), a través de su integrante Sandra Milena 
Téllez Gutiérrez, MSc comenta:   
“En el desarrollo del proyecto:  Evaluación de desempeño tecnológico y condiciones de 
operación de Vehículos Eléctricos (EVs) y sistemas asociados para su funcionamiento 
en Colombia. EDCO-EVs, se realizan pruebas a vehículos eléctricos durante su 
operación, recolectando a través de  sensores información de variables como corriente, 
tensión, temperatura, posición, velocidad, inclinación, entre otras. El procesamiento de 
estas variables se realiza en una aplicación diseñada en Lab VIew. Dado el alto volumen 
de información y la necesidad de la sincronización de los datos, UN Datex puede apoyar 
y facilitar el manejo de toda la información. También unificar el formato de la información 
almacenada.  En este momento se están haciendo pruebas tal y como se pensaron 
inicialmente, antes de conocer la herramienta. Actualmente se plantean la necesidad de 
procesar más información y diferentes variables, en la que podríamos utilizar UN Datex”. 
UN_Datex es una solución que aún requiere fortalecerse y evolucionar agregando otros 
tipos de procesamientos, interacción con otros programas, diversidad de protocolos de 
comunicación, etc; sin embargo es el inicio de una plataforma, tal como lo indica Daniel 
Aranguren, PhD del grupo PAAS_UN: 
“Me parece que se logró una plataforma base para el manejo de información; el cual 
me parece tiene los componentes suficientes para que empiece a dársele uso práctico en 
los grupos de la UN. Obviamente se requiere que a futuro vaya 
evolucionando admitiendo más tipos de información y en forma más ágil; pero lo 
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realizado me parece que ya puede llevarse a una prueba práctica, que es un paso bien 
importante”. 
UN_Datex queda a disposición de la comunidad académica y será el inicio de una 
potencial herramienta que será de uso público para fomentar la cultura de calidad en los 
procesos investigativos.   
6.2 Trabajos Futuros 
Interrelación con otros programas para el procesamiento 
El sistema UN_Datex, proporciona el insumo necesario, para que a partir del óptimo 
manejo de la información se puedan realizar procesamientos de datos, en el que se 
incluyen análisis estadísticos de datos, generación de gráficos, generación de alarmas, 
etc.  Existen herramientas computacionales potencialmente prácticas que realizan todos 
estos tipos de procesamientos.  Un ejemplo de estas herramientas es Matlab, que 
contiene un módulo especializado para conectarse a la base de datos y realizar 
operaciones como cálculos de promedios, desviación estándar, valores máximos, valores 
mínimos, etc.   
Interfaz mejorada 
Tener una pantalla que visualice los datos a través de la generación de gráficas, muestre 
alarmas y resultados estadísticos que se actualicen periódicamente.  Tal como se 
muestra en la figura 54, permite a los usuarios tener a la mano datos relevantes y 
detectar eventos o fallas de manera permanente. 
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Figura 54. Pantalla con visualización de gráficos, histórico de datos y estadísticas 
 
Pantallas personalizadas 
Utilizando los estilos propuestos por el cake php, pe pueden personalizar cada una de las 
páginas que se generan desde la interfaz de usuario para cada una de las acciones o 
también se puede desarrollar scripts que definan dichas páginas.  
Módulos de comunicación 
Otro aspecto a mejorar es la inclusión de otras opciones de comunicación. 
Ampliación de la metadata 
De acuerdo con las especificaciones de mejores prácticas para investigadores, 
detalladas en el marco teórico se incluye en la metadata otro tipo de información para 
contextualizar y darle un sentido a los datos.  Indicar el origen, los propósitos, tiempos de 
referencia, localización geográfica, creadores, manipulaciones realizadas, condiciones de 
acceso y términos de uso de una colección de datos es de gran importancia para el 
proceso investigativo. 
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Para la presente aplicación es posible adicionar otra información relevante tal como:  
muestreo de datos, historia del proyecto, hipótesis, fuentes de datos secundarias usadas, 
conjunto de datos estructurados, estudios de casos y relaciones entre archivos, 
validación de datos, pruebas y procedimientos de garantía de calidad llevados a cabo. 
Cambios realizados a los datos, información de acceso, lista de anotaciones, condiciones 
de uso y datos de confidencialidad. 
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A.  Anexo:  Testimonio grupos  GRIN, 
PAAS_UN y Unicafam 
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Bogotá, noviembre 19 de 2009 
Doctores  
Comité Evaluador de Tesis de Maestría 
Maestría en Automatización Industrial 
Universidad Nacional de Colombia 
Sede Bogotá 
El programa de investigación sobre la adquisición y análisis de señales PAAS-UN, 
categoría B en Colciencias, ha venido desarrollando múltiples proyectos de investigación 
encaminados a la medición y análisis de múltiples parámetros ambientales con el objetivo 
de alcanzar un mejor conocimiento del entorno en el que vivimos.  Uno de estos 
proyectos de investigación que se está adelantando en la actualidad consiste en el 
desarrollo de una red de sensores que registre el campo eléctrico ambiental y en general, 
la actividad eléctrica atmosférica en algunas zonas de alta densidad poblacional como las 
ciudades de Bogotá, Medellín y Manizales mediante múltiples sensores especializados, 
con el fin de conocer más a fondo el comportamiento de las descargas eléctricas en 
estas ubicaciones y poder así en un futuro, diseñar sistemas de protección más efectivos 
que permitan disminuir los daños ocasionados por este fenómeno natural. 
Es necesario entonces elaborar un registro detallado de la actividad eléctrica atmosférica 
que sea seguro y estable, puesto que el sistema estará en operación durante varios 
años. Dicho registro contará con información de múltiples sensores de distintas 
características y de diversos fabricantes, así como con datos provenientes de otros 
sistemas de monitoreo atmosférico existentes en la actualidad. 
El proyecto propuesto por la Ing. Liesle Caballero Tovar, Estudiante de Maestría en 
Ingeniería -Automatización Industrial- titulado: “Diseño de un Sistema Automático de 
Captura, Almacenamiento y Procesamiento de Datos Experimentales” 
proporcionaría una herramienta útil para los proyectos de investigación en desarrollo, 
como el aquí citado, ya que el hecho de contar con un software capaz de gestionar la 
información de forma segura y permanente, permitiría enfocar los esfuerzos de 
investigación al análisis de los datos, mejorando el entendimiento de los fenómenos de 
estudio. 
Horacio Torres 
Director Grupo PAAS 
Universidad Nacional 
117 
 
Septiembre 16 / 2013 
 
De acuerdo a su solicitud y a lo conversado con el Ing. MSc. 
Oscar MOntero, nos permitimos comentar a continuación su 
trabajo de Tesis de Maestría en Automatización Industrial. 
 
Titulo del trabajo: Diseño de un Sistema Automático de 
Recepción, Almacenamiento y Procesamiento de Datos 
Experimentales. 
 
Presentado como trabajo de grado en la Maestría de 
Automatización Industrial 
 
Director: Prof. Oscar Duarte, PhD. 
 
Revisando la presentación de la Ingenieria Liesle Caballero 
Tovar en la que presenta la estructura del software, sus 
características y funcionalidades, puede comentarse lo 
siguiente: 
 
El trabajo consiste en un software para la administración de 
información recolectada por diferentes sensores para los 
diferentes proyectos de un grupo de investigación. 
 
1 ) El software fue desarrollado con herramientas de código 
abierto y de distribución libre, por lo que puede ser usado 
sin pago de licencias. 
 
2) Su estructura esta basada en las mejores prácticas para 
investigadores por lo que facilita: Compartir datos de 
sensores entre proyectos, definir roles y responsabilidades 
entre investigadores, registrar documentación y metadatos 
(descripciones y características relevantes de los datos 
almacenados), definir formatos y conversiones para 
presentación de los datos y realizar copias de seguridad. 
 
3)  El diseño del software siguió los modelos y estándares 
comúnmente  utilizados para el desarrollo de software junto 
con un estudio de requerimientos en diferentes grupos de 
investigación. 
 
4) El software opera como un pagina web. 
 
Comentarios: 
 
Consideramos que el software desarrollado es de una alta 
calidad ya que los modelos utilizados en su desarrollo 
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facilitan la modificación y adaptación del mismo, 
características importantes para que el software pueda ser 
utilizado por grupos con diferentes estructuras y 
necesidades. 
 
El servicio que presta es relevante para un grupo de 
investigación por varias razones: 
 
1) Centraliza el almacenamiento de datos lo que facilita el 
acceso a cualquier investigador que los necesite, 
permitiendo controlar los permisos de cada usuario sobre 
dichos datos. 
2) Permite organizar los datos según su origen y su objetivo 
(sensores y proyectos), facilitando su administración. Y 
brinda descripciones relevantes acerca de los mismos 
(metadatos) manteniendo una documentación que facilita su 
uso. 
3) Permite compartir información entre proyectos, lo que 
hace que los datos puedan ser explotados al máximo en el 
grupo de investigación. 
4) La conversión de formatos ajustable permite crear 
reportes con la información y el formato adecuado a las 
necesidades del investigador y la forma en que este procese 
los datos. 
5) Puede ser utilizado para llevar una memoria de los datos 
experimentales de diferentes proyectos, incluyendo trabajos 
de tesis, haciendo que esta información permanezca siempre 
disponible para trabajos futuros. 
 
En conclusión considero que el uso de esta herramienta 
permite optimizar el uso de datos de medición y por tanto 
puede tener un impacto considerable en la producción de 
conocimiento de un grupo de investigación. 
  
En el Grupo de Investigación en Compatibilidad 
Electromagnética, el software desarrollado por la Ingeniera 
Caballero Tovar puede ser usado para el análisis de la 
información suministrada por una estación meteorológica 
(presión, temperatura, humedad y velocidad de viento), la 
cual debe ser correlacionada con la corriente Corona en un 
estudio de electricidad atmosférica y tormentas eléctricas. 
 
Cordialmente, 
 
Profesor Francisco Román   Ing. MSc. Oscar Montero 
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Julio 5 /2013 
 1. Me parece que se logró una plataforma base para el manejo de información; el cual 
me parece tiene los componentes suficientes para que empiece a darsele uso práctico en 
los grupos de la UN. Obviamente se requiere que a futuro vaya 
evolucionando admitiendo más tipos de información y en forma más ágil; pero lo 
realizado me parece que ya puede llevarse a una prueba práctica, que es un paso bien 
importante. 
, 
Daniel Aranguren PhD. 
Gerente 
KERAUNOS S.A.S 
Carrera 23 No. 114A-33, oficina 103A 
Tel: 57.1.7557493 
Bogotá-Colombia 
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B.  Anexo: Paso a paso del Druid para la 
construcción de la estructura de la base de 
datos 
Para el diseño de la estructura de la base de datos se utiliza la herramienta DRUID.  Para 
ingresar a ella, primero se accede a su carpeta de instalación Druid, así: 
cd Druid 
Luego se ejecuta la siguiente instrucción: 
java -jar druid 
La cual nos introduce en la herramienta Druid.  Desde aquí se crea un nuevo proyecto al 
que se le adicionan carpetas (add folder), tablas (add table) y campos (add field).  En 
cada una de las tablas se van configurando los atributos de cada campo, tales como el 
nombre, el tipo de dato, la especificación de clave primaria o clave única, las indicaciones 
de aceptación o rechazo de datos nulos, las relaciones entre tablas y las acciones a 
ejecutar cuando se modifica o elimina un campo (cascada, no acción, etc).   
Los tipos de datos ya se encuentran en las librerías internas de Druid, las cuales 
clasifican los tipos de datos en:   
 Datos de tamaño constante:  tinyint, smallint, mediumint, int, bigint, float, doublé, 
decimal, date, datetime, time, year, tinytext, mediumtext, text, longtext, tinyblob, 
mediumblob, blob, longblob, enum(‘a’,’b’), set(‘a’,’b’), integer. 
 Datos de tamaño variable: float, double, decimal, timestamp, char, varchar, time. 
Por lo tanto, para hacer la asignación, sólo se selecciona el tipo de datos a través de la 
opción: Choose this datatype, la cual se visualiza al hacer click derecho sobre la opción a 
seleccionar.   Para hacer la asignación de tipo de dato para las claves foráneas, se 
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seleccionan directamente del tipo de dato de la clave externa, tal como se muestra en la 
Figura 55.   
 
 
Figura 55. Configuración de los tipos de datos con la herramienta Druid 
Finalizada la creación de la estructura de la base de datos se adicionan todas las tablas 
creadas desde la vista de entidad relación (E/R), donde se van importando una a una, 
como lo muestra la Figura 56. 
 
Figura 56. Importación de las tablas hacia la vista E-R 
Dentro del diagrama se utilizan las siguientes abreviaturas: 
Pk:  Clave primaria 
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Fk: Clave foránea 
K : Clave única 
N: Dato no nulo 
Y cada tabla muestra la siguiente información detallada en la Figura 57. 
 
Figura 57. Descripción de las tablas en UML de E-R 
Al finalizar todas las importaciones se obtiene el siguiente diagrama UML de Entidad–
Relación E-R, mostrado en la Figura 58.  Se puede observar desde este diagrama, todas 
las claves primarias, foráneas y únicas que establecen las relaciones entre las tablas, así 
como las relaciones uno-muchos y muchos-muchos representadas por las líneas 
punteadas que unen una tabla con otra.  La línea punteada inicia desde la tabla que 
relaciona a uno y finaliza con un círculo que apunta a la tabla de muchos.   
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Figura 58. Diagrama UML de la estructura de la base de datos 
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Para la generación del código SQL, se ingresa a la pestaña generation/Módules, se 
indica la carpeta donde se almacenará el archivo sql generado y en la pestaña 
general/generate se seleccionan las opciones señaladas en la Figura 59. 
 
Figura 59. Generación del código SQL partiendo del UML E-R de la base de datos 
Luego, se ingresa a la carpeta Sql script, se hace click derecho sobre la opción MySql y 
se selecciona la opción:  generate. 
Para la implementación de la estructura de la base de datos se almacenan los siguientes 
comandos, cada uno en un archivo: 
Archivo 1:  AAAA.sql 
 
drop database if exists UN_Datex; 
create database UN_Datex; 
 
Archivo 2:  Archivos.sql 
 
for i in *.sql;do mysql -uroot -p123 UN_Datex < $i; done; 
 
Archivo 3:  UN_Datex.sql 
 
Sql Script for Database : MySQL db 
CREATE TABLE catalogues 
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(id INTEGER not null auto_increment, 
catalogue  varchar(255)   not null, 
name_file  varchar(255)   not null, 
type_file  varchar(255)   not null, 
size_file  varchar(255)   not null, 
primary key(id) ) 
ENGINE = InnoDB; 
CREATE TABLE equipments 
(id INTEGER not null auto_increment, 
name_equipment  varchar(255)   not null, 
manufacturer    varchar(255)   not null, 
reference       varchar(255)   not null, 
number_serie    varchar(255)   not null, 
code_inventory  varchar(255)   not null, 
primary key(id)  ) 
ENGINE = InnoDB; 
CREATE TABLE investigation_groups 
(id  INTEGER  not null auto_increment, 
name_group  varchar(255)   not null, 
web_page    varchar(255)   not null, 
primary key(id)  ) 
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 ENGINE = InnoDB; 
CREATE TABLE key_words 
(id INTEGER  not null auto_increment, 
key_word  varchar(255)   not null, 
primary key(id)  ) 
ENGINE = InnoDB; 
CREATE TABLE configurations 
( id   INTEGER  not null auto_increment, 
num_col        varchar(255)   not null, 
col_separator  varchar(255)   not null, 
reg_separator  varchar(255)   not null, 
reading_line   varchar(255)   not null, 
header_date    varchar(255)   not null, 
date_format    varchar(255)   not null, 
equipment_id   INTEGER        not null, 
primary key(id), 
foreign key(equipment_id) references       equipments(id) ) 
ENGINE = InnoDB; 
CREATE TABLE projects 
(id  INTEGER        not null auto_increment, 
name_project       varchar(255)   not null, 
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description_project  varchar(255)   not null, 
investigation_group_id  INTEGER  not null, 
primary key(id), 
foreign key(investigation_group_id) references investigation_groups(id)  ) 
ENGINE = InnoDB; 
CREATE TABLE protocols 
( id  INTEGER not null auto_increment, 
protocol  varchar(255)   not null, 
primary key(id)  ) 
ENGINE = InnoDB; 
CREATE TABLE groups 
( id   INTEGER   not null auto_increment, 
name        varchar(255)   not null, 
created     datetime       not null, 
modified    datetime       not null, 
project_id  INTEGER        not null, 
primary key(id), 
foreign key(project_id) references  projects(id)) 
ENGINE = InnoDB; 
CREATE TABLE scales 
(id INTEGER  not null auto_increment, 
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scale        varchar(255)   not null, 
precision_1  varchar(255)   not null, 
primary key(id)) 
ENGINE = InnoDB; 
CREATE TABLE sensors 
( id INTEGER    not null auto_increment, 
manufacturer  varchar(255)   not null, 
reference     varchar(255)   not null, 
variable      varchar(255)   not null, 
Unit          varchar(255)   not null, 
equipment_id  INTEGER        not null, 
primary key(id), 
foreign key(equipment_id) references equipments(id) ) 
ENGINE = InnoDB; 
CREATE TABLE stations 
( id  INTEGER        not null auto_increment, 
name_station          varchar(255)   not null, 
country               varchar(255)   not null, 
department            varchar(255)   not null, 
municipality          varchar(255)   not null, 
latitud               varchar(255)   not null, 
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length                varchar(255)   not null, 
altitude              varchar(255)   not null, 
local_characteristic  varchar(255)   not null, 
telephonic_number varchar(255) not null, 
primary key(id) ) 
ENGINE = InnoDB; 
CREATE TABLE users 
( id INTEGER   not null auto_increment, 
username  varchar(255)   unique not null, 
password           char(1)        not null, 
created            datetime       not null, 
modified           datetime       not null, 
name               varchar(255)   not null, 
last_name          varchar(255)   not null, 
identification     varchar(255)   not null, 
telephonic_number  varchar(255)   not null, 
e_mail             varchar(255)   not null, 
group_id           INTEGER        not null, 
primary key(id), 
foreign key(group_id) references groups(id)) 
ENGINE = InnoDB; 
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CREATE TABLE web_pages 
( id INTEGER        not null auto_increment, 
web_page  varchar(255)   not null, 
primary key(id) ) 
ENGINE = InnoDB; 
CREATE TABLE detail_configurations 
( id  INTEGER        not null auto_increment, 
type_field        varchar(255)   not null, 
format_field      varchar(255)   not null, 
configuration_id  INTEGER        not null, 
primary key(id), 
foreign key(configuration_id) references configurations(id) ) 
ENGINE = InnoDB; 
CREATE TABLE catalogues_equipments 
( id  INTEGER   not null auto_increment, 
equipment_id  INTEGER   not null, 
catalogue_id  INTEGER   not null, 
primary key(id), 
foreign key(equipment_id) references equipments(id), 
foreign key(catalogue_id) references catalogues(id)  ) 
ENGINE = InnoDB; 
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CREATE TABLE environment_conditions 
( id INTEGER  not null auto_increment, 
name_condition  varchar(255)   not null, 
unit_condition  varchar(255)   not null, 
station_id      INTEGER        not null, 
primary key(id), 
foreign key(station_id) references stations(id)) 
ENGINE = InnoDB; 
CREATE TABLE equipments_stations 
( id  INTEGER   not null auto_increment, 
station_id    INTEGER   not null, 
equipment_id  INTEGER   not null, 
primary key(id), 
foreign key(station_id) references stations(id), 
foreign key(equipment_id) references equipments(id)  ) 
ENGINE = InnoDB; 
CREATE TABLE equipments_web_pages 
( id  INTEGER   not null auto_increment, 
equipment_id  INTEGER   not null, 
web_page_id   INTEGER   not null, 
primary key(id), 
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foreign key(equipment_id) references equipments(id), 
foreign key(web_page_id) references web_pages(id) ) 
ENGINE = InnoDB; 
CREATE TABLE experiments 
( id INTEGER        not null auto_increment, 
name_experiment   varchar(255)   not null, 
description_experiment varchar(255) not null, 
date_on                 date           not null, 
time_on                 time           not null, 
date_out                date           not null, 
time_out                time           not null, 
project_id              INTEGER        not null, 
primary key(id), 
foreign key(project_id) references projects(id)) 
ENGINE = InnoDB; 
CREATE TABLE experiments_stations 
( id INTEGER   not null auto_increment, 
experiment_id  INTEGER   not null, 
station_id     INTEGER   not null, 
primary key(id), 
foreign key(experiment_id) references experiments(id), 
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foreign key(station_id) references stations(id)) 
ENGINE = InnoDB; 
CREATE TABLE experiments_users 
( id INTEGER   not null auto_increment, 
experiment_id  INTEGER   not null, 
user_id        INTEGER   not null, 
primary key(id), 
foreign key(experiment_id) references experiments(id), 
foreign key(user_id) references users(id) ) 
ENGINE = InnoDB; 
CREATE TABLE key_words_projects 
( id  INTEGER   not null auto_increment, 
key_word_id  INTEGER   not null, 
project_id   INTEGER   not null, 
primary key(id), 
foreign key(key_word_id) references key_words(id), 
foreign key(project_id) references projects(id)) 
ENGINE = InnoDB; 
CREATE TABLE measurements 
( id  INTEGER        not null auto_increment, 
magnitude    varchar(255)   not null, 
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date        date           not null, 
time         time           not null, 
scale_id     INTEGER        not null, 
protocol_id  INTEGER        not null, 
sensor_id    INTEGER        not null, 
primary key(id), 
foreign key(scale_id) references scales(id), 
foreign key(protocol_id) references protocols(id), 
foreign key(sensor_id) references sensors(id)  ) 
ENGINE = InnoDB; 
CREATE TABLE protocols_sensors 
( id INTEGER   not null auto_increment, 
sensor_id    INTEGER   not null, 
protocol_id  INTEGER   not null, 
primary key(id), 
foreign key(sensor_id) references sensors(id), 
foreign key(protocol_id) references protocols(id)  ) 
ENGINE = InnoDB; 
CREATE TABLE ranges 
(id INTEGER   not null auto_increment, 
date_on    date      not null, 
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date_out   date      not null, 
time_on    time      not null, 
time_out   time      not null, 
sensor_id  INTEGER   not null, 
primary key(id), 
foreign key(sensor_id) references sensors(id)) 
ENGINE = InnoDB; 
CREATE TABLE scales_sensors 
( id  INTEGER   not null auto_increment, 
sensor_id  INTEGER   not null, 
scale_id   INTEGER   not null, 
primary key(id), 
foreign key(sensor_id) references sensors(id), 
foreign key(scale_id) references scales(id)) 
ENGINE = InnoDB; 
CREATE TABLE condition_measurements 
( id INTEGER        not null auto_increment, 
magnitude_conditio  varchar(255)  not null, 
date_on_condition         date           not null, 
date_out_condition        date           not null, 
time_on_condition         time           not null, 
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time_out_condition        time           not null, 
environment_condition_id INTEGER not null, 
primary key(id), 
foreign key(environment_condition_id) references environment_conditions(id)) 
ENGINE = InnoDB; 
Luego, desde la consola de texto de MySql se ejecuta el comando para crear la base de 
datos: 
 
mysql> create database UN_Datex; 
 
En un terminal, accediendo a la carpeta donde se encuentran los Archivos 1, 2 y 3, se 
ejecuta: 
 
Bash ./Archivos 
 
Finalmente se puede comprobar la creación de las tablas a través de la consola de texto de 
Mysql ejecutando los comandos: 
Use database UN_Datex; 
Show tables;. 
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C. Anexo: Paso a paso del CakePHP para la 
creación de la interfaz web 
Convenciones a seguir en las tablas y campos para la aplicación automática del bake  
Para que la herramienta bake de cake pueda realizar de manera automática la aplicación 
web, se deben seguir ciertas convenciones en cuanto a nombre de carpetas, tablas, 
campos y claves se refiere.  Estas convenciones son las siguientes: 
 Los nombres de las carpetas usan guión bajo “_”. 
 Los nombres de las tablas correspondientes a modelos Cake PHP usan plural, 
minúsculas y guión bajo.  Ejemplo: investigation_groups. 
 Los campos con dos o más palabras se usan con guiones bajos.  Ejemplo:  
name_project. 
 Las claves primarias llevan para cada tabla el nombre: “id”.  Cake no soporta claves 
primarias con nombre compuestos. 
 Las claves foráneas utilizan el nombre de la tabla relacionada en singular, seguido 
de “_id”.  Puede usar guión bajo para los nombres compuestos.  Ejemplo: Si la tabla 
referenciada es experiments, entonces la clave foránea sería: experiment_id.  
 Los nombres de las claves que relacionan dos tablas en las relaciones muchos-
muchos, se ubican separadas por guión bajo y en orden alfabético.  Ejemplo: 
catalogues_equipments. 
 Los nombres de las clases de modelo utilizan los nombres en singular y con 
CamelCase (mayúscula inicial en cada palabra).  Ejemplo: La clase de modelo: 
InvestigationGroup se encuentra en la carpeta investigation_group. 
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 Los nombres de las clases de los controladores utilizan los nombres en plural, con 
CamelCase y terminan con la palabra Controller.  Ejemplo: ProjectsController. 
Configuraciones iniciales 
El framework cake PHP, se utiliza para crear la interfaz web, partiendo de la estructura de la 
base de datos ya creada.  Para lograrlo, se requiere hacer unas configuraciones iniciales 
que se detallan a continuación: 
-Se inicia ejecutando desde un terminal el comando cake bake, en la carpeta pública del 
servidor que para éste desarrollo se llama:  PUBLIC_HTML, para acceder a la consola del 
cake. 
liesle@liesle-laptop:~$ cd PUBLIC_HTML 
liesle@liesle-laptop:~/PUBLIC_HTML$ cake bake 
Welcome to CakePHP v1.2.0.7692 RC3 Console 
App : PUBLIC_HTML 
Path: /home/liesle/PUBLIC_HTML 
-Se acepta, utilizando la tecla enter, la creación de una carpeta llamada myapp dentro de la 
carpeta pública del servidor. 
 
What is the full path for this app including the app directory name? 
Example: /home/liesle/PUBLIC_HTML/myapp   
[/home/liesle/PUBLIC_HTML/myapp] > 
Bake Project 
Skel Directory: /usr/share/php/cake/console/libs/templates/skel 
Will be copied to: /home/liesle/PUBLIC_HTML/myapp 
--------------------------------------------------------------- 
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Look okay? (y/n/q) 
[y] > y 
Do you want verbose output? (y/n) 
[n] > n 
--------------------------------------------------------------- 
Created: myapp in /home/liesle/PUBLIC_HTML/myapp 
--------------------------------------------------------------- 
Creating file /home/liesle/PUBLIC_HTML/myapp/views/pages/home.ctp 
Wrote /home/liesle/PUBLIC_HTML/myapp/views/pages/home.ctp 
Welcome page created 
Random hash key created for 'Security.salt' 
CAKE_CORE_INCLUDE_PATH set to /usr/share/php in webroot/index.php 
CAKE_CORE_INCLUDE_PATH set to /usr/share/php in webroot/test.php 
Remember to check these value after moving to production server 
Your database configuration was not found. Take a moment to create one. 
 
-Con los pasos anteriores, se asigna automáticamente  una clave aleatoria en el  archivo: 
cake/app/config/core.php, la cual identifica la nueva aplicación que se desarrolle. Luego se 
configura la base de datos, por consola, así: 
--------------------------------------------------------------- 
Database Configuration: 
--------------------------------------------------------------- 
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Name:   
[default] > 
Driver: (db2/firebird/mssql/mysql/mysqli/odbc/oracle/postgres/sqlite/sybase) 
[mysql] > 
Persistent Connection? (y/n) 
[n] > n 
Database Host:   
[localhost] > 
Port?   
[n] > n 
User:   
[root] > 
Password:   
> 123 
Database Name:   
[cake] > UN_Datex 
Table Prefix?   
[n] > n 
Table encoding?   
[n] > n 
 --------------------------------------------------------------- 
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The following database configuration will be created: 
--------------------------------------------------------------- 
Name:         default 
Driver:       mysql 
Persistent:   false 
Host:         localhost 
User:         root 
Pass:         *** 
Database:     UN_Datex 
--------------------------------------------------------------- 
Look okay? (y/n) 
[y] > y 
Do you wish to add another database configuration?   
[n] > n 
Creating file /home/liesle/PUBLIC_HTML/myapp/config/database.php 
Wrote /home/liesle/PUBLIC_HTML/myapp/config/database.php 
 
Aplicación de la metodología MVC en el sistema UN_Datex a través del bake cake 
Creación de Modelos 
En esta etapa de desarrollo se confirman las relaciones de la base de datos, las cuales son 
detectadas por la herramienta Cake PHP. 
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-Se ingresa la carpeta myapp creada durante las configuraciones iniciales. 
-Se selecciona la opción:   M (modelo) 
-Se va creando, uno a uno, los modelos que son mostrados en el listado de posibles 
modelos. 
-Se confirman las asociaciones detectadas por CakePHP. 
-Se guarda el modelo creado 
Este procedimiento es repetitivo para cada uno de los modelos que se van a crear.  Para 
esta aplicación se crean 27 modelos que luego se almacenan en la carpeta myapp/models.  
A manera de ejemplo se muestra a continuación la creación de los primeros dos modelos:  
Catalogue y CataloguesEquipment. 
 
liesle@liesle-laptop:~$ cd PUBLIC_HTML 
liesle@liesle-laptop:~/PUBLIC_HTML$ cd myapp 
liesle@liesle-laptop:~/PUBLIC_HTML/myapp$ cake bake 
 
Welcome to CakePHP v1.2.0.7692 RC3 Console 
--------------------------------------------------------------- 
App : myapp 
Path: /home/liesle/PUBLIC_HTML/myapp 
--------------------------------------------------------------- 
Interactive Bake Shell 
--------------------------------------------------------------- 
[D]atabase Configuration 
[M]odel 
[V]iew 
[C]ontroller 
[P]roject 
[Q]uit 
What would you like to Bake? (D/M/V/C/P/Q) 
> m 
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--------------------------------------------------------------- 
Bake Model 
Path: /home/liesle/PUBLIC_HTML/myapp/models/ 
--------------------------------------------------------------- 
Possible Models based on your current database: 
1. Catalogue 
2. CataloguesEquipment 
3. ConditionMeasurement 
4. Configuration 
5. DetailConfiguration 
6. EnvironmentCondition 
7. Equipment 
8. EquipmentsStation 
9. EquipmentsWebPage 
10. Experiment 
11. ExperimentsStation 
12. ExperimentsUser 
13. Group 
14. InvestigationGroup 
15. KeyWord 
16. KeyWordsProject 
17. Measurement 
18. Project 
19. Protocol 
20. ProtocolsSensor 
21. Range 
22. Scale 
23. ScalesSensor 
24. Sensor 
25. Station 
26. User 
27. WebPage 
Enter a number from the list above, type in the name of another model, or 'q' to exit   
[q] > 1 
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Would you like to supply validation criteria for the fields in your model? (y/n) 
[y] > n 
Would you like to define model associations (hasMany, hasOne, belongsTo, etc.)? (y/n) 
[y] > y 
One moment while the associations are detected. 
--------------------------------------------------------------- 
Please confirm the following associations: 
--------------------------------------------------------------- 
Catalogue hasAndBelongsToMany Equipment? (y/n) 
[y] > y 
Would you like to define some additional model associations? (y/n) 
[n] > n 
--------------------------------------------------------------- 
The following Model will be created: 
--------------------------------------------------------------- 
Name:       Catalogue 
Associations:   Catalogue hasAndBelongsToMany Equipment 
--------------------------------------------------------------- 
Look okay? (y/n) 
[y] > y 
 
Baking model class for Catalogue... 
 
Creating file /home/liesle/PUBLIC_HTML/myapp/models/catalogue.php 
Wrote /home/liesle/PUBLIC_HTML/myapp/models/catalogue.php 
Cake test suite not installed.  Do you want to bake unit test files anyway? (y/n) 
[y] > n 
--------------------------------------------------------------- 
Interactive Bake Shell 
--------------------------------------------------------------- 
[D]atabase Configuration 
[M]odel 
[V]iew 
[C]ontroller 
145 
 
[P]roject 
[Q]uit 
What would you like to Bake? (D/M/V/C/P/Q) 
> m 
--------------------------------------------------------------- 
Bake Model 
Path: /home/liesle/PUBLIC_HTML/myapp/models/ 
--------------------------------------------------------------- 
Possible Models based on your current database: 
1. Catalogue 
2. CataloguesEquipment 
3. ConditionMeasurement 
4. Configuration 
5. DetailConfiguration 
6. EnvironmentCondition 
7. Equipment 
8. EquipmentsStation 
9. EquipmentsWebPage 
10. Experiment 
11. ExperimentsStation 
12. ExperimentsUser 
13. Group 
14. InvestigationGroup 
15. KeyWord 
16. KeyWordsProject 
17. Measurement 
18. Project 
19. Protocol 
20. ProtocolsSensor 
21. Range 
22. Scale 
23. ScalesSensor 
24. Sensor 
25. Station 
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26. User 
27. WebPage 
Enter a number from the list above, type in the name of another model, or 'q' to exit   
[q] > 2 
Would you like to supply validation criteria for the fields in your model? (y/n) 
[y] > n 
Would you like to define model associations (hasMany, hasOne, belongsTo, etc.)? (y/n) 
[y] > y 
One moment while the associations are detected. 
--------------------------------------------------------------- 
Please confirm the following associations: 
--------------------------------------------------------------- 
CataloguesEquipment belongsTo Equipment? (y/n) 
[y] > y 
CataloguesEquipment belongsTo Catalogue? (y/n) 
[y] > y 
Would you like to define some additional model associations? (y/n) 
[n] > n 
 
--------------------------------------------------------------- 
The following Model will be created: 
--------------------------------------------------------------- 
Name:       CataloguesEquipment 
Associations: 
   CataloguesEquipment belongsTo Equipment 
   CataloguesEquipment belongsTo Catalogue 
--------------------------------------------------------------- 
Look okay? (y/n) 
[y] > y 
 
Baking model class for CataloguesEquipment... 
 
Creating file /home/liesle/PUBLIC_HTML/myapp/models/catalogues_equipment.php 
Wrote /home/liesle/PUBLIC_HTML/myapp/models/catalogues_equipment.php 
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Cake test suite not installed.  Do you want to bake unit test files anyway? (y/n) 
[y] > n 
 
Creación de controladores 
La creación de los controladores se realiza sin utilizar scaffolding, ya que la opción de 
scaffolding puede causar errores durante la creación de ACOS1. 
 
liesle@liesle-laptop:~$ cd PUBLIC_HTML 
liesle@liesle-laptop:~/PUBLIC_HTML$ cd myapp 
liesle@liesle-laptop:~/PUBLIC_HTML/myapp$ cake bake 
 
Welcome to CakePHP v1.2.0.7692 RC3 Console 
--------------------------------------------------------------- 
App : myapp 
Path: /home/liesle/PUBLIC_HTML/myapp 
--------------------------------------------------------------- 
Interactive Bake Shell 
--------------------------------------------------------------- 
[D]atabase Configuration 
[M]odel 
[V]iew 
[C]ontroller 
[P]roject 
[Q]uit 
What would you like to Bake? (D/M/V/C/P/Q) 
> c 
--------------------------------------------------------------- 
Bake Controller 
Path: /home/liesle/PUBLIC_HTML/myapp/controllers/ 
                                               
1
 Cake Software Foundation, Inc. 2010@2012. book.cakephp.org. 2010@2012. [Citado el: 3 de 
octubre de 2012.] http://book.cakephp.org/1.3/es/view/1543/Simple-Acl-controlled-Application. 
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--------------------------------------------------------------- 
Possible Controllers based on your current database: 
1. Catalogues 
2. CataloguesEquipments 
3. ConditionMeasurements 
4. Configurations 
5. DetailConfigurations 
6. EnvironmentConditions 
7. Equipment 
8. EquipmentsStations 
9. EquipmentsWebPages 
10. Experiments 
11. ExperimentsStations 
12. ExperimentsUsers 
13. Groups 
14. InvestigationGroups 
15. KeyWords 
16. KeyWordsProjects 
17. Measurements 
18. Projects 
19. Protocols 
20. ProtocolsSensors 
21. Ranges 
22. Scales 
23. ScalesSensors 
24. Sensors 
25. Stations 
26. Users 
27. WebPages 
Enter a number from the list above, type in the name of another controller, or 'q' to exit   
[q] > 1 
--------------------------------------------------------------- 
Baking CataloguesController 
--------------------------------------------------------------- 
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Would you like to build your controller interactively? (y/n) 
[y] > y 
Would you like to use scaffolding? (y/n) 
[n] > n 
Would you like to include some basic class methods (index(), add(), view(), edit())? (y/n) 
[n] > y 
Would you like to create the methods for admin routing? (y/n) 
[n] > n 
Would you like this controller to use other helpers besides HtmlHelper and FormHelper? 
(y/n) 
[n] > n 
Would you like this controller to use any components? (y/n) 
[n] > n 
Would you like to use Sessions? (y/n) 
[y] > n 
 
Notice: Undefined property: ProjectTask::$alias in 
/usr/share/php/cake/libs/class_registry.php on line 295 
 
--------------------------------------------------------------- 
The following controller will be created: 
--------------------------------------------------------------- 
Controller Name:  Catalogues 
--------------------------------------------------------------- 
Look okay? (y/n) 
[y] > y 
 
Creating file /home/liesle/PUBLIC_HTML/myapp/controllers/catalogues_controller.php 
Wrote /home/liesle/PUBLIC_HTML/myapp/controllers/catalogues_controller.php 
Cake test suite not installed.  Do you want to bake unit test files anyway? (y/n) 
[y] > n 
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Creación de vistas 
Los siguientes pasos son repetitivos para cada unas de las vistas que se van a crear.  Para 
esta aplicación se crean las 27 vistas correspondientes a cada una de las tablas de la base 
de datos. 
 
liesle@liesle-laptop:~$ cd PUBLIC_HTML 
liesle@liesle-laptop:~/PUBLIC_HTML$ cd myapp 
liesle@liesle-laptop:~/PUBLIC_HTML/myapp$ cake bake 
 
Welcome to CakePHP v1.2.0.7692 RC3 Console 
--------------------------------------------------------------- 
App : myapp 
Path: /home/liesle/PUBLIC_HTML/myapp 
--------------------------------------------------------------- 
Interactive Bake Shell 
--------------------------------------------------------------- 
[D]atabase Configuration 
[M]odel 
[V]iew 
[C]ontroller 
[P]roject 
[Q]uit 
What would you like to Bake? (D/M/V/C/P/Q) 
> v 
--------------------------------------------------------------- 
Bake View 
Path: /home/liesle/PUBLIC_HTML/myapp/views/ 
--------------------------------------------------------------- 
Possible Controllers based on your current database: 
1. Catalogues 
2. CataloguesEquipments 
3. ConditionMeasurements 
4. Configurations 
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5. DetailConfigurations 
6. EnvironmentConditions 
7. Equipment 
8. EquipmentsStations 
9. EquipmentsWebPages 
10. Experiments 
11. ExperimentsStations 
12. ExperimentsUsers 
13. Groups 
14. InvestigationGroups 
15. KeyWords 
16. KeyWordsProjects 
17. Measurements 
18. Projects 
19. Protocols 
20. ProtocolsSensors 
21. Ranges 
22. Scales 
23. ScalesSensors 
24. Sensors 
25. Stations 
26. Users 
27. WebPages 
Enter a number from the list above, type in the name of another controller, or 'q' to exit   
[q] > 1 
Would you like to create some scaffolded views (index, add, view, edit) for this controller? 
NOTE: Before doing so, you'll need to create your controller and model classes (including 
associated models). (y/n) 
[n] > y 
Would you like to create the views for admin routing? (y/n) 
[y] > n 
 
Notice: Undefined property: ProjectTask::$alias in 
/usr/share/php/cake/libs/class_registry.php on line 295 
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Creating file /home/liesle/PUBLIC_HTML/myapp/views/catalogues/index.ctp 
Wrote /home/liesle/PUBLIC_HTML/myapp/views/catalogues/index.ctp 
 
Creating file /home/liesle/PUBLIC_HTML/myapp/views/catalogues/view.ctp 
Wrote /home/liesle/PUBLIC_HTML/myapp/views/catalogues/view.ctp 
 
Creating file /home/liesle/PUBLIC_HTML/myapp/views/catalogues/add.ctp 
Wrote /home/liesle/PUBLIC_HTML/myapp/views/catalogues/add.ctp 
 
Creating file /home/liesle/PUBLIC_HTML/myapp/views/catalogues/edit.ctp 
Wrote /home/liesle/PUBLIC_HTML/myapp/views/catalogues/edit.ctp 
 
Permisos de escritura  
Para que la aplicación se visualice desde un host local, no sólo basta con realizar las 
configuraciones iniciales de la base de datos y del registro cake/app/config/core.php, sino 
que también se debe asignar los permisos de escritura a la carpeta temp.  Los permisos de 
escritura se asignan ejecutando en un terminal los siguientes comandos: 
cd PUBLIC_HTML 
chmod –R 777 cake/* 
chmod –R 777 myapp/* 
chmod –R 777 app/tmp 
sudo /etc/init.d/apache2 restard 
 
Para verificar si se tienen todas las condiciones iniciales para hacer uso de la interfaz web 
se ingresa al navegador y través de un localhost, así: http://localhost/myapp 
Si todo está correctamente configurado, debe aparecer la siguiente pantalla, con los cuatro 
mensajes informativos mostrados en la Figura 60: 
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Figura 60. Mensajes informativos de condiciones iniciales para hacer uso de la 
interfaz web 
 
Implementación de roles/permisos y autenticación de usuarios en el sistema 
UN_Datex utilizando los componentes Acl  y Auth del Cake Php 
Esta implementación utiliza las herramientas ACL (listas de control de acceso) y 
AuthComponent (sistema de autenticación de usuarios). 
Las nomenclaturas y conceptos que se utilizan los siguientes:  
 Usuario: Es quien ingresa para utilizar el sistema. Cuenta con permisos previamente 
asignados que regulan su accionar. 
 Perfil: Corresponde a un conjunto de permisos. 
 ACL: Este sistema permite automatizar la relación entre perfiles-usuarios-permisos. 
 Auth o AuthComponent: Componente de CakePHP utilizado para la autenticación de 
usuarios. 
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 ACO: Access control objects. Se refiere a las acciones que se regularán mediante 
permisos; se puede tratar de un controlador completo o de alguna(s) acción(es) y/o 
función(es) contenida(s) en él. 
 ARO: Access request object. Se refiere a los usuarios o perfiles a los que se les 
permitirá o denegará el acceso a un ACO o conjunto de ACOS. 
 AROS-ACOS: Conjunto de relaciones entre AROS y ACOS; en otras palabras es el 
conjunto que determina los permisos que tiene cada usuario o perfil de usuarios. 
 
Procedimientos iniciales para la Implementación de roles/permisos y autenticación de 
usuarios 
Para hacer uso de las herramientas Auth y Acl del Cake se debe realizar inicialmente 
diversas configuraciones, que se detallan a continuación: 
 Se añaden las acciones login (inicio sesión) y logout (salir sesión) en el controlador 
UsersController, Así: 
function login()  { } 
function logout()  { } 
 
 Se hacen algunas modificaciones al archivo App_Controller.php ubicado en la 
carpeta de myapp.  Éste va en /myapp/ y no en /myapp/controllers/ debido a que 
queremos que todo el sitio este con el control de autentificación y ACL. 
class AppController extends Controller { 
var $components = array('Acl', 'Auth'); 
function beforeFilter() { 
//Configure AuthComponent 
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$this->Auth->authorize = 'actions'; 
$this->Auth->loginAction = array('controller' => 'users', 'action' => 'login'); 
$this->Auth->logoutRedirect = array('controller' => 'users', 'action' => 'login'); 
$this->Auth->loginRedirect = array('controller' => 'investigation_groups', 'action' => 'index');   
} } 
 
 Se añaden algunas excepciones de manera que AuthComponent permita crear 
algunos grupos de investigación, proyectos, grupos (perfiles) y usuarios. Por lo tanto 
en InvestigationGroupsController, ProjectsController,  GroupsController y 
UsersController, se agrega lo siguiente: 
 
function beforeFilter() { 
parent::beforeFilter();  
$this->Auth->allowedActions = array('*');  } 
 
Estas declaraciones son para decirle a AuthComponent que permita el acceso del 
público a todas las acciones. Esto es sólo temporal y se eliminará una vez que 
tengamos unos usuarios y grupos en nuestra base de datos.  
 Se inicializan las tablas Acl en la base de datos.  En este punto no se tiene ninguna 
tabla Acl y si se tratara de ver cualquier página en este momento, se obtiene un 
error de tabla no encontrada. Para eliminar este error se ejecuta en consola el 
siguiente código, en el que se pregunta acerca de eliminar y crear estas tablas.  
Aquí se acepta la eliminación y creación de las mismas. 
liesle@liesle-laptop:~$ cd PUBLIC_HTML 
liesle@liesle-laptop:~/PUBLIC_HTML$ cd myapp 
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liesle@liesle-laptop:~/PUBLIC_HTML/myapp$ cake schema run create DbAcl 
Welcome to CakePHP v1.2.0.7692 RC3 Console 
--------------------------------------------------------------- 
App : myapp 
Path: /home/liesle/PUBLIC_HTML/myapp 
--------------------------------------------------------------- 
Cake Schema Shell 
--------------------------------------------------------------- 
The following table(s) will be dropped. 
acos 
aros 
aros_acos 
 
Are you sure you want to drop the table(s)? (y/n) 
[n] > y 
Dropping table(s). 
acos updated. 
aros updated. 
aros_acos updated. 
The following table(s) will be created. 
acos 
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aros 
aros_acos 
Are you sure you want to create the table(s)? (y/n) 
[y] > y 
Creating table(s). 
acos updated. 
aros updated. 
aros_acos updated. 
End create. 
 
Creación de AROS 
Para CakePHP, un Aro puede ser indistintamente un usuario o un perfil de usuarios que se 
describe en una tabla Acl. 
La creación de Aros es automática y se realiza en el momento en el que se crean los 
grupos o usuarios, pero; para que Auth y Acl funcionen apropiadamente se requiere asociar 
los modelos users y groups con registros en las tablas Acl. Para hacer ésto se utiliza 
AclBehavior.  El AclBehavior permite la conexión automática entre los modelos y las tablas 
Acl. Su uso requiere la implementación de parentNode() en el modelo.  Se agrega entonces 
lo siguiente en el modelo User: 
var $name = 'User'; 
var $belongsTo = array('Group'); 
var $actsAs = array('Acl' => array('requester')); 
function parentNode() { 
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if (!$this->id && empty($this->data)) { 
return null;    } 
$data = $this->data; 
if (empty($this->data)) {$data = $this->read();} 
if (!$data['User']['group_id']) { 
return null; 
} else { return array('Group' => array('id' => $data['User']['group_id']));  }} 
Y en el modelo Group: 
var $actsAs = array('Acl' => array('requester')); 
function parentNode() {  return null;} 
El programa anterior une los modelos Group y User al Acl y le informa a CakePHP que cada 
vez que se crea un User o Group agregue una entrada en la tabla Aros. Esto hace la 
administración de Acl muy fácil ya que los Aros se ligan transparentemente a las tablas de 
users y groups. De esta forma, cada vez que se crea o elimina un usuario la tabla de Aro se 
actualiza. 
Hasta este punto, los controladores y modelos se encuentran preparados para agregar 
algunos datos iniciales, y los modelos Group y User están unidos a la tabla Acl. Ahora, se 
agregan los siguientes grupos y usuarios utilizando los formularios que se crean desde el 
bake, tal como lo muestra la Figura 61 y 62: 
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Figura 61. Interfaz web para la creación de grupos (perfiles) 
 
Figura 62. Interfaz web para la creación de usuarios 
Si se hace un SELECT * FROM aros desde la consola de mysql se obtendrá la siguiente 
pantalla mostrada en la Figura 63. 
 
Figura 63. Contenido de la tabla AROS 
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Lo anterior muestra que se tienen tres grupos y tres usuarios y que los usuarios se 
encuentran anidados dentro de los grupos, lo que significa que se podría fijar permisos 
mediante grupos o por usuarios. 
Creación de ACOS 
Para CakePHP, un Aco es una acción sobre la cual se otorga o deniega un permiso que se 
describe en una tabla Acl. 
 No hay una manera rápida de generar los Acos, tal como se generaron los Aros;  éstos se 
configuran a través de consola.  El ejercicio inicia con la creación de un Aco de nivel 
superior cual se llama 'controllers', creado por consola así: 
$cake acl create aco root controllers; 
El propósito de este nodo raíz es facilitar el acceso en el ámbito global de la aplicación y 
permitir el uso del Acl para propósitos no relacionados con los controladores/acciones tales 
como verificar permisos de registro del modelo.  Así como usaremos una raíz global para 
los Acos necesitaremos hacer una pequeña modificación a la configuración de la 
herramienta AuthComponent.   
AuthComponent  necesita saber de la existencia de este nodo raíz, de tal forma que cuando 
se haga que ACL lo verifique, pueda usar la ruta correcta al nodo cuando busque un(a) 
controlador/acción.  Lo anterior se logra agregando el siguiente código a la función 
beforeFilter en el archivo AppController. 
$this->Auth->actionPath = 'controllers/'; 
Para la creación de las Acos se crean inicialmente los permisos a los controladores, lo 
cuales se generan a través de la consola, así: 
$cake acl create aco controllers InvestigationGroups 
$cake acl create aco controllers projects 
$cake acl create aco controllers KeyWords 
$cake acl create aco controllers groups 
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$cake acl create aco controllers users 
$cake acl create aco controllers experiments 
$cake acl create aco controllers stations 
$cake acl create aco controllers EnvironmentConditions 
$cake acl create aco controllers ConditionMeasurements 
$cake acl create aco controllers equipment 
$cake acl create aco controllers configurations 
$cake acl create aco controllers DetailConfigurations 
$cake acl create aco controllers WebPages 
$cake acl create aco controllers catalogues 
$cake acl create aco controllers sensors 
$cake acl create aco controllers measurements 
$cake acl create aco controllers protocols 
$cake acl create aco controllers scales 
$cake acl create aco controllers ranges 
Estos permisos permiten hacer asignaciones de permisos globales a los controladores.  
Luego se crean los Acos para los permisos específicos de cada controlador, así: 
$cake acl create aco InvestigationGroups add; 
$cake acl create aco InvestigationGroups delete; 
$cake acl create aco InvestigationGroups edit; 
$cake acl create aco InvestigationGroups view; 
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$cake acl create aco InvestigationGroups index; 
 
$cake acl create aco projects add; 
$cake acl create aco projects delete; 
$cake acl create aco projects edit; 
$cake acl create aco projects view; 
$cake acl create aco projects index; 
 
$cake acl create aco KeyWords add; 
$cake acl create aco KeyWords delete; 
$cake acl create aco KeyWords edit; 
$cake acl create aco KeyWords view; 
$cake acl create aco KeyWords index; 
 
$cake acl create aco groups add; 
$cake acl create aco groups delete; 
$cake acl create aco groups edit; 
$cake acl create aco groups view; 
$cake acl create aco groups index; 
 
$cake acl create aco users add; 
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$cake acl create aco users delete; 
$cake acl create aco users edit; 
$cake acl create aco users view; 
$cake acl create aco users index; 
 
$cake acl create aco experiments add; 
$cake acl create aco experiments delete; 
$cake acl create aco experiments edit; 
$cake acl create aco experiments view; 
$cake acl create aco experiments index; 
 
$cake acl create aco stations add; 
$cake acl create aco stations delete; 
$cake acl create aco stations edit; 
$cake acl create aco stations view; 
$cake acl create aco stations index; 
 
$cake acl create aco EnvironmentConditions add; 
$cake acl create aco EnvironmentConditions delete; 
$cake acl create aco EnvironmentConditions edit; 
$cake acl create aco EnvironmentConditions view; 
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$cake acl create aco EnvironmentConditions index; 
 
$cake acl create aco ConditionMeasurements add; 
$cake acl create aco ConditionMeasurements delete; 
$cake acl create aco ConditionMeasurements edit; 
$cake acl create aco ConditionMeasurements view; 
$cake acl create aco ConditionMeasurements index; 
 
$cake acl create aco equipment add; 
$cake acl create aco equipment delete; 
$cake acl create aco equipment edit; 
$cake acl create aco equipment view; 
$cake acl create aco equipment index; 
 
$cake acl create aco configurations add; 
$cake acl create aco configurations delete; 
$cake acl create aco configurations edit; 
$cake acl create aco configurations view; 
$cake acl create aco configurations index; 
 
$cake acl create aco DetailConfigurations add; 
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$cake acl create aco DetailConfigurations delete; 
$cake acl create aco DetailConfigurations edit; 
$cake acl create aco DetailConfigurations view; 
$cake acl create aco DetailConfigurations index; 
 
$cake acl create aco WebPages add; 
$cake acl create aco WebPages delete; 
$cake acl create aco WebPages edit; 
$cake acl create aco WebPages view; 
$cake acl create aco WebPages index; 
 
$cake acl create aco catalogues add; 
$cake acl create aco catalogues delete; 
$cake acl create aco catalogues edit; 
$cake acl create aco catalogues view; 
$cake acl create aco catalogues index; 
 
$cake acl create aco sensors add; 
$cake acl create aco sensors delete; 
$cake acl create aco sensors edit; 
$cake acl create aco sensors view; 
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$cake acl create aco sensors index; 
 
$cake acl create aco measurements add; 
$cake acl create aco measurements delete; 
$cake acl create aco measurements edit; 
$cake acl create aco measurements view; 
$cake acl create aco measurements index; 
 
$cake acl create aco protocols add; 
$cake acl create aco protocols delete; 
$cake acl create aco protocols edit; 
$cake acl create aco protocols view; 
$cake acl create aco protocols index; 
 
$cake acl create aco scales add; 
$cake acl create aco scales delete; 
$cake acl create aco scales edit; 
$cake acl create aco scales view; 
$cake acl create aco scales index; 
 
$cake acl create aco ranges add; 
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$cake acl create aco ranges delete; 
$cake acl create aco ranges edit; 
$cake acl create aco ranges view; 
$cake acl create aco ranges index; 
Creación de AROS-ACOS 
Considerando  la tabla definida en los documentos de actores y casos de uso, se asignan 
los  permisos que tendrán los Aros para acceder a los Acos ya creados utilizando una tabla 
Acl. 
La creación de los permisos al igual que crear los Acos, no tiene una solución automática.  
Ésta asignación se debe hacer por consola así: 
// Otorga todos los permisos al administrador el cual tiene un id=7 en la tabla de users. 
$ cake acl grant Group.7 controllers all 
Todos los usuarios que se encuentren dentro del grupo de administrador, tendrán todos los 
permisos. 
Login de usuarios 
La aplicación ya se encuentra bajo control de acceso y cualquier intento de ver alguna 
página sin acceso público será redirigida a la página de login. Sin embargo, se necesita 
crear una vista de login antes de que alguien pueda loguearse.  Para lograrlo se agrega en 
el archivo app/views/users/login.ctp, el siguiente código: 
<h2>Login</h2> 
<?php 
echo $form->create('User', array('url' => array('controller' => 'users', 'action' =>'login'))); 
echo $form->input('User.username'); 
echo $form->input('User.password'); 
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echo $form->end('Login'); 
?> 
Para agregar un flash() para los mensajes del componente Auth en el layout se copia el 
layout por defecto que se encuentra en cake/libs/views/layouts/default.ctp - a la carpeta de 
layouts de la aplicación. En app/views/layouts/default.ctp agrega: 
$session->flash('auth'); 
Ahora, se puede logear el usuario y cuando el acceso sea denegado el mensaje apropiado 
del Auth será desplegado. 
En este momento ya se tiene una aplicación controlada por los componentes Auth y Acl. 
Los permisos de usuarios se hicieron al nivel de grupo, pero pueden ser configurados a 
nivel de usuarios en cualquier momento. También se puede configurar los permisos a nivel 
global y también por controladores y acciones. 
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D. Anexo: Estructura de la Base de Datos  
Summary File for Database : MySQL db
 
catalogues 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
catalogue varchar-255 varchar(255) - - X   - - - - - -   
name_file varchar-255 varchar(255) - - X   - - - - - -   
type_file varchar-255 varchar(255) - - X   - - - - - -   
size_file varchar-255 varchar(255) - - X   - - - - - -   
 
catalogues_equipments 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
equipment_id equipments(id) INTEGER - - X   - - - - - -   
catalogue_id catalogues(id) INTEGER - - X   - - - - - -   
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condition_measurements 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD 
Equiv 
id INTEGER INTEGER X - X   X - - - - -   
magnitude_conditi
on 
varchar-
255 
varchar(2
55) 
- - X   - - - - - -   
date_on_condition date date - - X   - - - - - -   
date_out_condition date date - - X   - - - - - -   
time_on_condition time time - - X   - - - - - -   
time_out_condition time time - - X   - - - - - -   
environment_condi
tion_id 
environme
nt_conditi
ons(id) 
INTEGER - - X   - - - - - -   
 
environment_conditions 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
name_condition varchar-255 varchar(255) - - X   - - - - - -   
unit_condition varchar-255 varchar(255) - - X   - - - - - -   
station_id stations(id) INTEGER - - X   - - - - - -   
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equipments 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
name_equipment 
varchar-
255 
varchar(255) - - X   - - - - - -   
manufacturer 
varchar-
255 
varchar(255) - - X   - - - - - -   
reference 
varchar-
255 
varchar(255) - - X   - - - - - -   
number_serie 
varchar-
255 
varchar(255) - - X   - - - - - -   
code_inventory 
varchar-
255 
varchar(255) - - X   - - - - - -   
 
equipments_stations 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
station_id stations(id) INTEGER - - X   - - - - - -   
equipment_id equipments(id) INTEGER - - X   - - - - - -   
 
equipments_web_pages 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
equipment_id equipments(id) INTEGER - - X   - - - - - -   
172 
 
web_page_id web_pages(id) INTEGER - - X   - - - - - -   
 
experiments 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 
DD 
Equiv 
id INTEGER INTEGER X - X   X - - - - -   
name_experiment 
varchar-
255 
varchar(255) - - X   - - - - - -   
description_experiment 
varchar-
255 
varchar(255) - - X   - - - - - -   
date_on date date - - X   - - - - - -   
time_on time time - - X   - - - - - -   
date_out date date - - X   - - - - - -   
time_out time time - - X   - - - - - -   
project_id projects(id) INTEGER - - X   - - - - - -   
 
experiments_stations 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
experiment_id experiments(id) INTEGER - - X   - - - - - -   
station_id stations(id) INTEGER - - X   - - - - - -   
 
 
173 
 
experiments_users 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
experiment_id experiments(id) INTEGER - - X   - - - - - -   
user_id users(id) INTEGER - - X   - - - - - -   
 
investigation_groups 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
name_group varchar-255 varchar(255) - - X   - - - - - -   
web_page varchar-255 varchar(255) - - X   - - - - - -   
 
key_words 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
key_word varchar-255 varchar(255) - - X   - - - - - -   
 
key_words_projects 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
key_word_id key_words(id) INTEGER - - X   - - - - - -   
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project_id projects(id) INTEGER - - X   - - - - - -   
 
measurements 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
magnitude varchar-255 varchar(255) - - X   - - - - - -   
date date date - - X   - - - - - -   
time time time - - X   - - - - - -   
scale_id scales(id) INTEGER - - X   - - - - - -   
protocol_id protocols(id) INTEGER - - X   - - - - - -   
sensor_id sensors(id) INTEGER - - X   - - - - - -   
 
configurations 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
num_col varchar-255 varchar(255) - - X   - - - - - -   
col_separator varchar-255 varchar(255) - - X   - - - - - -   
reg_separator varchar-255 varchar(255) - - X   - - - - - -   
reading_line varchar-255 varchar(255) - - X   - - - - - -   
header_date varchar-255 varchar(255) - - X   - - - - - -   
date_format varchar-255 varchar(255) - - X   - - - - - -   
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equipment_id equipments(id) INTEGER - - X   - - - - - -   
 
projects 
Field Type Sql type 
PrKe
y 
Un
q 
Not
N 
De
f 
AutoInc
r 
Bi
n 
UnSig
n 
ZeroFi
ll 
MUn
q 
Idx
1 
DD 
Equi
v 
id INTEGER INTEGER X - X   X - - - - -   
name_project varchar-255 
varchar(25
5) 
- - X   - - - - - -   
description_project varchar-255 
varchar(25
5) 
- - X   - - - - - -   
investigation_group
_id 
investigation_groups(
id) 
INTEGER - - X   - - - - - -   
 
protocols 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
protocol varchar-255 varchar(255) - - X   - - - - - -   
 
protocols_sensors 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
sensor_id sensors(id) INTEGER - - X   - - - - - -   
protocol_id protocols(id) INTEGER - - X   - - - - - -   
176 
 
 
ranges 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
date_on date date - - X   - - - - - -   
date_out date date - - X   - - - - - -   
time_on time time - - X   - - - - - -   
time_out time time - - X   - - - - - -   
sensor_id sensors(id) INTEGER - - X   - - - - - -   
 
groups 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
name varchar-255 varchar(255) - - X   - - - - - -   
created datetime datetime - - X   - - - - - -   
modified datetime datetime - - X   - - - - - -   
project_id projects(id) INTEGER - - X   - - - - - -   
 
scales 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
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scale varchar-255 varchar(255) - - X   - - - - - -   
precision_1 varchar-255 varchar(255) - - X   - - - - - -   
 
scales_sensors 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
sensor_id sensors(id) INTEGER - - X   - - - - - -   
scale_id scales(id) INTEGER - - X   - - - - - -   
 
sensors 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
manufacturer varchar-255 varchar(255) - - X   - - - - - -   
reference varchar-255 varchar(255) - - X   - - - - - -   
variable varchar-255 varchar(255) - - X   - - - - - -   
Unit varchar-255 varchar(255) - - X   - - - - - -   
equipment_id equipments(id) INTEGER - - X   - - - - - -   
 
stations 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
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name_station varchar-255 varchar(255) - - X   - - - - - -   
country varchar-255 varchar(255) - - X   - - - - - -   
department varchar-255 varchar(255) - - X   - - - - - -   
municipality varchar-255 varchar(255) - - X   - - - - - -   
latitud varchar-255 varchar(255) - - X   - - - - - -   
length varchar-255 varchar(255) - - X   - - - - - -   
altitude varchar-255 varchar(255) - - X   - - - - - -   
local_characteristic varchar-255 varchar(255) - - X   - - - - - -   
telephonic_number varchar-255 varchar(255) - - X   - - - - - -   
 
users 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
username varchar-255 varchar(255) - X X   - - - - - -   
password mediumblob mediumblob - - X   - - - - - -   
created datetime datetime - - X   - - - - - -   
modified datetime datetime - - X   - - - - - -   
name varchar-255 varchar(255) - - X   - - - - - -   
last_name varchar-255 varchar(255) - - X   - - - - - -   
identification varchar-255 varchar(255) - - X   - - - - - -   
telephonic_number varchar-255 varchar(255) - - X   - - - - - -   
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e_mail varchar-255 varchar(255) - - X   - - - - - -   
group_id groups(id) INTEGER - - X   - - - - - -   
 
web_pages 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 DD Equiv 
id INTEGER INTEGER X - X   X - - - - -   
web_page varchar-255 varchar(255) - - X   - - - - - -   
 
detail_configurations 
Field Type Sql type PrKey Unq NotN Def AutoIncr Bin UnSign ZeroFill MUnq Idx1 
DD 
Equiv 
id INTEGER INTEGER X - X   X - - - - -   
type_field varchar-255 varchar(255) - - X   - - - - - -   
format_field varchar-255 varchar(255) - - X   - - - - - -   
configuration_id configurations(id) INTEGER - - X   - - - - - -   
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E. Anexo: Manual de Usuario del UN_Datex 
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1. GENERALIDADES DEL UN_Datex 
El UN_Datex consta de 17 submódulos que son: 
1. Investigation Groups 
2. Projects 
3. Key Words  
4. Groups 
5. Users 
6. Experiments 
7. Stations 
8. Condition Measurements 
9. Equipments 
10. Detail Configurations 
11. Catalogues 
12. Web Pages 
13. Sensors 
14. Measurements 
15. Scales 
16. Protocolos  
17. Ranges 
Cada uno de los elementos que conforman un submódulo tendrá la posibilidad de ser 
modificado, borrado, visto y/o creado utilizando los botones de: 
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EDIT, DELETE, VIEW y NEW respectivamente.  También se tendrá una vista que muestra a 
manera de listados toda la información registrada en cada submódulo a la cual se podrá 
acceder haciendo click en el botón de LIST. 
Se debe tener en cuenta que el programa obedece a la asignación de permisos otorgados 
de acuerdo a su perfil de acceso.   
 
1.1 INGRESO AL UN_DATEX 
Para ingresar a la plataforma digite el username y el password entregado por el 
administrador y haga click en el botón de Login. 
 
 
1.2 VISTA DE UN ELEMENTO DE UN SUBMÓDULO 
La vista de un elemento de un submódulo se realiza haciendo click en el botón de VIEW 
indicado en la pantalla, señalado por la flecha roja de la siguiente imagen.   Se toma de 
ejemplo la vista del submódulo de Investigation groups. 
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De esta manera se puede ver toda la información registrada del elemento del submódulo  
seleccionado.  Por ejemplo, si seleccionamos el grupo de investigación: Programa de 
Investigación Sobre la Adquisición y Análisis de Señales,  PAAS_UN, entonces me muestra 
información específica registrada de éste elemento tal como: La página web del programa, 
el nombre completo y los proyectos relacionados. 
Adicionalmente esta vista trae botones para ejecutar otras acciones tales como: edit al 
grupo, borrar al grupo, ver el listado de grupos, crear un nuevo grupo, ver lista de proyectos 
y crear un nuevo proyecto.  Estos botones son señalados por las flechas rojas de la 
siguiente pantalla: 
 
 
1.3 EDICIÓN DE UN ELEMENTO DE UN SUBMÓDULO 
La edición de un elemento de un submódulo se realiza haciendo click en el botón EDIT,  de 
la pantalla.  
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Tomando de ejemplo la edición de la información registrada para un grupo de investigación 
se observa que los campos: Name Group y Web Pages son modificables.  Una vez se 
realicen los cambios deseados se hace click en el botón de SUBMIT para registralos. 
 
Esta vista también ofrece la ejecución de las siguientes acciones:  Borrado de un grupo de 
investigación, vista de la lista de los grupos de investigación existentes, vista de la lista de 
proyectos existentes y creación de un nuevo proyecto. 
 
1.4 BORRADO DE UN ELEMENTO DE UN SUBMÓDULO 
El borrado de un elemento de un submódulo se realiza haciendo click en el botón DELETE,  
de la pantalla.  
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Aparece el siguiente recuadro: 
 
Si se desea borrar el elemento se hace click en el botón de ACEPTAR y el elemento se 
eliminará. 
 
1.5 CREACIÓN DE UN NUEVO ELEMENTO DE UN  
SUBMÓDULO 
La creación de un elemento de un submódulo se realiza haciendo click en el botón NEW.  
Cada uno de los submódulos tienen su respectivo botón de NEW, por ejemplo:  New 
InvestigationGroup, NEW Project, NEW Station, NEW User, NEW Equipment, New Sensor, 
etc.  En la siguiente gráfica se muestra el botónde NEW EQUIPMENT. 
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Después de éste paso aparece una pantalla con unos campos para registrar la información 
relacionada con el submódulo.  Por ejemplo, si se desea crear un nuevo equipo, se hace 
click en el botón NEW EQUIPMENT, inmediatamente aparece una pantalla con los campos 
de: NAME EQUIPMENT, MANUFACTURER, REFERENCE, NUMBER SERIE, CODE 
INVENTORY, EXTENSIÓN. 
Tal como se muestra en la siguiente gráfica: 
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Luego cuando se hayan escrito los datos se hace click en el botón de SUBMIT y de esta 
manera la información queda registrada en la base de datos. 
 
1.6 CONSOLIDACIÓN DE DATOS EXPERIMENTALES 
Para la conslidación de datos experimentales; navegue por la aplicación hasta llegar al 
botón LIST EQUIPMEN, haga click para ver el listado de equipos.  En las opciones de las 
acciones se encuentra las de EDIT, DELETE, VIEW y CONSOLIDATE.  Esta última 
corresponde a la acción que se encarga de tomar los datos y hacer la conversión a un 
formato único.  Haga click en el botón CONSOLIDATE.  Aparece la siguiente pantalla: 
 
 
Llene los la información que se pregunta en el anterior formulario y luego haga click en el 
botón: CREAR CAMPOS. 
Después de introducir la información básica de la estructura del archivo y hacer click en el 
botón: Crear campos, se pasa a la pantalla de configuración de los sensores, indicando a 
través de ella el número de sensores del equipo a procesar y el orden en el que se 
encuentran los datos de magnitud, hora y fecha en las columnas del archivo. 
Adicionalmente se selecciona cuál(es) de todos los sensores que contiene el equipo se 
desean procesar.   
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Aquí se configura, para cada campo (columna), si se trata de una medición, una 
fecha o una hora.  Para el caso de una medición se selecciona el número del sensor 
con el que se va a autogenerar una carpeta de backup de los datos procesados.  La 
siguiente Figura muestra el menú de selección que se autogenera al indicar el 
número de sensores. 
 
 
Para el caso de una fecha u hora se selecciona el formato de datos original que 
tenga.  Finalmente se hace click en el botón: “consolidar información”.  La siguiente 
figura muestra el menú de selección de los posibles formatos disponibles. 
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