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第 1章
背景と目的
インターネットの出現により、世界中の計算機がネットワーク接続され、その上で多様
かつ膨大な量のソフトウェアが稼動するようになった。これに加え、社会や生活の様々な
ところに計算機が埋め込まれ、それらがネットワーク結合したユビキタスコンピューティ
ング環境が現実のものとなりつつある。国の施策においても、u-Japan政策に代表される
ような様々な ICT関連施策が始まっている [1]。u-Japan政策の母体となった「ユビキタ
スネット社会の実現に向けた政策懇談会」が答申した最終報告書によると、ユビキタス
ネットワーク上であらゆる端末がストレスなく利用できるようにするためには、リアルタ
イムで実装しやすく使いやすいオープンなプラットフォームに関する技術の研究開発が必
要であるとしており、そのために重要となるソフトウェア・アプリケーション技術のテー
マとして以下の課題をあげている [2]。
² 複数の外部からの要求等に対して制約時間内に応答するための実行制御ソフトウェ
ア技術
² 各種のリアルタイム処理の統合
² 状況変化に対応できるフレキシビリティを実現する技術
² ユーザに最適な情報の検索・収集や、機器の操作・設定・管理等をリアルタイムに
支援・代行するエージェント技術
² ユーザの環境やユーザからの画像・音声情報を理解し、適切な情報を提供する
ヒューマン・インタフェース技術
² 異なるオンラインサービスを目的に応じて動的に連携させて仮想的にひとつのサー
ビスとして提供することを可能とするWebサービス連携技術等
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こうした技術課題からも分かるように、ユビキタスコンピューティング環境におけるソ
フトウェアは、様々な機器の上で、時には他の機器やサーバ上のソフトウェアと通信をし
ながら動作することが求められる。こうした環境においては、ソフトウェアを取り巻く
様々な環境が流動的に変化する。ソフトウェアが動作する計算機環境の面では、たとえ
ば、様々なハードウェアが新たにネットワークに接続され、そのハードウェアに様々なソ
フトウェアがダウンロードされ、利用されるようになっている。そのハードウェアもたと
えば携帯機器のように様々な物理的環境下で利用される場合、無線ネットワークやバッテ
リの状態など、ハードウェア自体も環境が動的に変化する。
ソフトウェアに対する機能要求の面においては、連携する外部システムの変更や新規追
加、利用者からの新たな機能要求、セキュリティに関する新たな対応など、様々な種類の
環境の変化が求められる可能性がある。このような環境の変化は開発時に予めすべて想定
できるものではない。ソフトウェアは想定外の環境にも遭遇しうるいわゆるオープンな環
境下での動作を求められることになるが、現状においては、想定外の変化が起きたとき、
ソフトウェアがとり得る対応は限定的なものにならざるを得ない。
こうしたオープンかつ動的な環境において、ソフトウェアが、自らを取り巻く環境の変
化に対し、その振る舞いや機能を自律的に適応あるいは成長する能力を身に付けることが
できれば、ユビキタスコンピューティング環境においてより柔軟かつ頑健なシステムを実
現することが可能になる。このような能力を持つソフトウェアは、稼働中にユーザからの
直接操作なしに変化への対応が迫られるシステム、または変化への機敏な対応を求めら
れた場合にユーザの操作や指示が必ずしも確保できないシステムにおいて、特に有効と
なる。
本論文では、このような能力を持つソフトウェア、すなわち自らをとりまく環境の変化
に自律的に適応するソフトウェア（ここでは、これを自律適応型ソフトウェアと呼ぶ）を
実現するソフトウェアアーキテクチャを提案する。その実現アプローチとして、分散/並
行オブジェクト指向モデルにある種の拡張を行い、自律適応型ソフトウェアを実現するア
プローチをとった。ユビキタスコンピューティング環境におけるシステムの典型は、ネッ
トワーク結合された各機器上のソフトウェアが必要に応じて相互に通信を行いながら並行
に稼動する分散システムであるため、分散/並行オブジェクト指向モデルとの親和性が高
いと考えられる。
このアプローチにおける自律適応型ソフトウェアは、1)周囲の環境とその変化を感知・
理解し、2)その変化への適応方法を策定し、3)適応を実行する（必要があれば、自らの
プログラムの構造を動的に変更させる）、並行オブジェクトまたは並行オブジェクト群と
定義づけることができる。このような能力は予め定められたメッセージに対して決められ
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た処理を行うだけの受動的なオブジェクトにある種の自律性を与えることになる。ここで
は、この能力を持つ並行オブジェクトをエージェントと呼ぶことにする。
一方、エージェント技術の分野においては、モバイルエージェントまたは移動エージェ
ントと呼ばれる移動性を持つオブジェクトの研究が進んでいる。移動性とは、プログラム
がネットワークを介して他の機器やサーバに自発的に移動し、移動先でも継続して稼動で
きることを意味する。
本論文では、エージェントに移動性を付加させることがユビキタスコンピューティング
環境における自律適応の１つの実現手段となることを示す。上で述べたとおり、移動性と
は、ネットワークを通してある機器からある機器に移動するという意味で使われるが、移
動とは、本来、ある対象物がある場所から別の場所に移ることを意味する。これは、ある
対象物が場所という局所的対象から別の局所的対象に移動すると解釈することもできる。
そこで、エージェントの移動性をソフトウェアシステムにおける何らかの局所的対象から
別の局所的対象へ移動するという概念に拡張し、その上で、移動性がエージェントの自律
的適応を実現する有力な手段となりうることを示す。
本論文の以降の構成を示す。2章では、上述の着想に基づいた自律適応型ソフトウェア
の構成論について、その具体的な説明を与える。3章では、移動に基づく自律適応を実現
するアーキテクチャの例として、組み込み機器のバッテリ切れに自律的に適応するアプリ
ケーションを実現するミドルウェアを提案する。4章では、バッテリ状況の変化に限らず
様々な環境の変化に適応するシステムのソフトウェアアーキテクチャとして、2章のコン
セプトに基づいたソフトウェアアーキテクチャとその実装例としてのプログラミング言語
を与え、いくつかのアプリケーションを提示する。5章では、4章のソフトウェアアーキ
テクチャを拡張し、ユビキタスコンピューティング環境における携帯端末を使った多様な
ナビゲーションサービスを実現するプラットフォームを提案する。
以上の研究成果に対し、6章においてこれらの研究成果をまとめ、その将来展望を考察
する。
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第 2章
自律適応型ソフトウェア構成論
本論文では、自律適応型ソフトウェアの対象を、ネットワーク上の様々な機器にダウン
ロードされ、利用されるアプリケーションや、ソフトウェアシステム同士が相互に通信し
ながら並行稼動する分散システムとする。このようなソフトウェアシステムにとっての環
境の変化としては、システムの境界の外にあるエンティティごとに、図 2.1のようなもの
が考えられる。
図 2.1 ソフトウェアシステムが受ける環境の変化
本論文における自律的な適応とは、こうした変化に対して、人の手を極力借りずに、ソ
フトウェアシステム自らが適応することを意味している。これらの変化の中には、開発時
には想定されていなかった内容のものも含まれる可能性がある。したがって、適応を実現
するためには、以下の動作をシステム自らが行えることが重要である。
² 環境の変化の感知と変化内容の理解
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² その変化に対する適応方法の策定
² 適応の実行（必要があれば、自らのプログラムの構造を動的に変更させる）
本論文では、これらの動作を行える並行オブジェクト（以降、エージェントと呼ぶ）で
システムを構成することにより、自律適応型ソフトウェアを実現するアプローチをとる。
これらの動作を実現するために、エージェントに加えて、ソフトウェアシステムの構成要
素として「場」の概念のエンティティを導入する。「場」は変化する環境を表すものであ
ると同時に、エージェントに対して、変化の適応手段を与えるものでもある。環境に応じ
て複数の場を動的に使い分けるメカニズムをエージェントにプログラムとして組み込むこ
とによって、エージェントは自律適応機能を持つ。この「場」の概念に基づいたエージェ
ントの自律適応の具体的な構成論を以下に説明する。
2.1 ソフトウェアシステムにおける場所の概念
本節では、「場」の概念の基礎となる対象、すなわちソフトウェアシステムが内包する
局所的な対象に言及し、その局所的な対象の変化がエージェントが適応しなくてはならな
い環境の変化の一因になりうることを示す。
ユビキタスコンピューティング環境のソフトウェアシステムにはいくつかの「場」の概
念が存在する。たとえば、ネットワーク接続されたサーバやクライアント、組み込み機器
が、ソフトウェアシステムにおいてはサイトやノード等の用語で表現され、場所として
の意味で使われる場合もある。Telescript や Agletsなどのモバイルエージェント開発プ
ラットフォームでは、移動元、移動先の各コンピュータは場所として表現され [29, 30]、
OMG(Object Magement Group) において提案されているモバイルエージェントシステ
ムの標準仕様 (Mobile Agent System Interoperability Facilities)でも、Placeと呼ばれ
る概念が定義されている [31]。
黒板アーキテクチャに基づく協調プログラミング [41, 44, 45, 46] の研究システムでも、
オブジェクト間の相互作用を実現する場所という意味での場が利用されている。
一方、アプリケーションシステムのモデリングにおいても、地理情報システム、グルー
プウェア、掲示板など、実世界との自然な対応をとるために様々な場の概念が必要にな
り、そのアプリケーションの機能にもその概念が反映される場合があると考えられる。
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2.1.1 場所が持つ局所的な性質
実世界の場所は様々な局所的性質を持つ。その場所に付随する対象物やその場所のみで
行なう動作など、場所に依存した要素が多く存在する。同様にユビキタスコンピューティ
ング環境では、さまざまな局所的な対象物が存在する。たとえば、各ノードはそれぞれ異
なるデータ資源やプログラム資源を持ち、相互に連係を行なうシステムもそれぞれ異な
る。こうした環境において、エージェントが様々なノードに自動的に配布される場合、あ
るいは他のノードに自律的に移動する場合、ノードごとの局所性の変化にエージェント自
体が動的に適応しなくてはならない。
ユビキタスコンピューティング環境の実行基盤レベルだけでなく、その上のアプリケー
ションにおいて、実世界の場所（会社や組織、そして場所そのものなど）がモデル化され、
場所と場所に付随する様々な局所的資源がアプリケーションのアーキテクチャに反映され
る場合もある。場所には、その場所に存在する実行エンティティ (言い換えればプロセス)
のみがアクセスできるデータや実行可能なプログラムが存在する。または、同じ場所にい
る実行エンティティ同士が、その場所固有の方法で相互に通信する。
実行エンティティが別の場所に移動した場合、自身が接している局所的な状況の変化に
動的に対応しなくてはならない。たとえば、会社組織と社員をシステムの構成要素として
モデル化することを考える (図 2.2)。
社員をモデル化した社員エンティティがアクセスできるデータや行える行動内容は各セ
クションエンティティごとに異なる。また、社員エンティティ同士が協調するのに、各セ
クションエンティティごとの固有の方法が存在することもある。社員エンティティが他の
セクションに移動した場合、そのセクションエンティティが持つ局所的な状況に動的に対
応する必要がある。
図 2.2 セクションごとに協調やデータアクセスの方法が異なる
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2.1.2 場所以外に局所的な性質を持つ状況
実世界では、場所のみが局所的性質をもつわけではなく、さまざまな状況が局所性を有
している。複数の人間の間の会話、会議、様々な人間関係はその実例である。同様にソフ
トウェアシステムの世界においても、さまざまな局所性を持つ状況が存在しており、それ
は時に動的に変化する。たとえば、ある汎用アプリケーションが一人のユーザや一つのグ
ループで利用されることもそのアプリケーションが直面する局所的状況の一つといえる。
それはそのアプリケーションの利用目的、利用形態、必要な機能がユーザやグループでそ
れぞれ異なるからである。さまざまな目的で利用される汎用アプリケーションは、利用ご
とに求められる各種機能とその変更要求に適応する必要がある。こうした利用における局
所的状況はしばしばそれ自身が時間と共に変化する。また、あるアプリケーションが他の
複数のアプリケーションと協調動作し、かつその協調相手が動的に変わるようなオープン
な分散アプリケーションにおいても、現在の協調相手とは、一つの局所的状況を共有して
いる。
このように、ある実行エンティティは、たとえ移動に該当する動作を実行しない場合で
も、接している局所的な状況の変化に適応することが要求される場合がある。局所的な状
況の変化は動的に起るため、適応は自律的であることが望ましい。
2.2 場と移動に基づく自律的適応の基本メカニズム
前節で言及した局所的対象を内包しているソフトウェアシステム、または局所的状況に
さらされるソフトウェアシステムとは、特別なシステムを指しているわけではない。ネッ
トワーク環境上で稼動したり、ネットワークを通してダウンロードされる多くのシステム
は多かれ少なかれこのような性質を持っている。そして、これらの局所的対象の変化にシ
ステム自身が自動的に適応することが望まれる場合も多いと考えられる。
そこで、前節の視点を踏まえ、以下の基本コンセプトに基づくソフトウェアアーキテク
チャを提案する。
² 局所的な対象を「場」という概念のシステム構成要素として分離・記述する。
² 場は複数存在する。ネットワーク上に分散配置したり、システム稼動後も動的に追
加することができる。
² ソフトウェアシステムはその構成要素とする場を自ら選択し、切り替えることに
よって自律的な適応を行う。
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アーキテクチャを以下に詳細化する。ソフトウェアシステムは「エージェント」と「場」
の 2種類の要素で記述され、ランタイムエンジン上で動作する（図 2.3）。
図 2.3 自律適応型ソフトウェアのアーキテクチャ
エージェント エージェントはシステム利用者または他のエージェントから受信したメッ
セージを処理する並行オブジェクトであり、システムの動作を実現する実行エン
ティティである。次の要件を満たすものとする。
協調性 複数エージェント同士がメッセージ交換を行うことができる。
自律性 自らのシステムの実行を自己制御し、自らのシステムのプログラムを動的
に変更できる。
移動性 ネットワークを介して他の計算機に移動することができる。
場 場はソフトウェアシステムが持ちうる様々な局所的対象や状況を記述するエンティ
ティである。エージェントにとって、場は、計算機（仮想的な場所）やエージェン
トのグループ（仮想的な組織）など、自分にとっての所属先の対象を意味する。現
実世界における「場」として想起される様々な事象やソフトウェアシステムにおけ
る場所的事象を表現するために、次の 1.～6.の要件を満たすものとする。
1. エージェントは所属する場を動的に変えることができる。すなわち、場に対し
て動的な出入りができる。
2. エージェントが稼動する計算機、ネットワークを介して移動する先である計算
機も一種の場である。
3. 一つの場には複数のエージェントが所属できる。また、一つのエージェントは
複数の場に同時に所属できる。
4. 局所的な対象を自然に表現するために、エージェントは場を利用して以下の動
作を行うことができる。
（a） 同じ場に属しているエージェント同士のみで通信を行うことができる。
（b） エージェントはその場に所属することにより、その場が提供する何らかの
8
価値（計算資源、データ資源、プログラムなど）を利用できる。
（c） 場にはエージェントがその場において守らなければならない規則がある。
5. 場の間には階層関係や包含関係などの関係づけができる。
6. 場は動的に生成され、消滅されることがある。
システムの自律的適応は、システムの構成要素であり実行エンティティであるエージェ
ントが単独で自律的に適応する動作、もしくは、複数のエージェントが協調しあいながら
エージェント群として適応する動作によって実現される。
システムにおける局所的対象を場というモジュール単位で明示的に分離・記述し、場の
選択や切り替えをエージェントが動的に行う本アーキテクチャでは、環境の変化に対する
システム自らによる適応を実装する開発者に対して、以下の点で、抽象レベルの高い設
計・実装の枠組みを与えることができる。
変更範囲 環境の変化に適応するためにどのエージェントのどの部分を変えるべきか、ま
たは変えられるのかを、出入りの対象となる場の単位で検討できる。
変更手段 環境の変化に適応するために、変更すべき部分をどのように変えるべきか、ま
たはどのように変えられるのかを、環境の変化に応じてエージェントが複数の場に
動的に出入りするという考え方に基づいて検討できる。
場に基づいた自律的な適応を設計・実装するためのエージェント動作の基本パターンを
以下に示す。これらの基本パターンを組み合わせたプログラムをエージェントに組み込む
ことにより、エージェントは自律的な適応機能を有することができる。
環境切り替えによる適応 エージェントが現在所属している場から別の場に移動したり、
現在の場に所属しつつ新たな場にさらに所属するなど、所属する場を動的に変える
動作によって適応を実現する。場はエージェントが活動する場所や何らかの局所的
な環境そのものを表現するために利用する。場にはエージェントがそこで行動する
ための固有のプログラムが用意されている。エージェントはその場に入るとそのプ
ログラムが自動的に自らに取り込まれ、その場で行うべき固有の行動ができるよう
になる。
場への巡回による機能獲得 エージェントが複数の場を渡り歩いて必要なプログラムを獲
得し、自律的に機能拡張を行う動作により、適応を実現する。場はエージェントが
利用するプログラムを公開・共有する場所である。エージェントはその場に入るこ
とで公開されたプログラムを獲得し、場を出た後もそのプログラムを保持できる。
動的なエージェントグループ構成による適応 異なる役割および機能を有する複数のエー
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ジェントが一つのグループを形成し、そのメンバー構成を動的に変えることによ
り、エージェント群としての適応を実現する。場は複数のエージェントが協調する
場であるとともに、エージェントが集団で移動する手段としても利用される。
具体的なアーキテクチャは 3章～5章の各論で提示する。
2.3 従来技術との比較
本論文で対象としている自律適応型ソフトウェアと同様のソフトウェア技術として、
IBM がオートノミックコンピューティングを提唱している [79]。オートノミックコン
ピューティングは、複雑化・大規模化するシステムの困難な管理に対応するために、自分
自身を管理する能力すなわち自己管理能力を持つシステムを構築する技術の総称であり、
そのシステムの性質として、自己構成 (Self-Con¯guring)、自己修復 (Self-Healing)、自
己最適化 (Self-Optimising)、自己防衛 (Self-Protecting) をあげている。環境の変化に対
する自律的な適応は、上記の性質のうち、自己構成に対応する。したがって、本論文は
オートノミックコンピューティングが目指すシステムの一つの側面を対象としていると位
置づけられる。しかしながら、オートノミックコンピューティングの概念は今後目指す
べきシステム像を提唱しているだけであって、研究課題は与えているものの、それ自体
がソリューションを与えているわけではない [80, 82]。また、本論文における基本概念の
一部はオートノミックコンピューティングという概念が提唱される前にすでに提案して
いるものであり、そのソリューションとして、アーキテクチャおよび実装も同時に提案
している [83, 84, 85, 86]。ただし、オートノミックコンピューティングを実現するため
の研究自体は数多く発表されており、ソフトウェアアーキテクチャやプログラミングフ
レームワークの研究もなされている。しかしながらこれらの研究では自己最適化（計算資
源の最適化）を対象とするものが大半であり、本論文が対象としているように様々な環
境の変化に適応するアーキテクチャの研究は、適応を実現するためのプリミティブな基
本機能を提供する研究か、概念を提唱するレベルの研究に留まっているのが現状である
[65, 66, 67, 68, 69, 70, 80, 81, 82] 。
一方、プログラムコードやその解釈・実行の方法をプログラム自身が実行時に制御・変
更するための計算機構であるリフレクション（自己反映計算機構）[17, 18, 19, 77, 23]は、
自律的適応の要素技術の一つと考えられる。リフレクションを導入した様々なプログラミ
ング言語や実行プラットフォーム [20, 21, 22, 24, 27, 28, 25, 26] では、自律的な適応に必
要な動作の実装に必要な基本機能は提供しているものの、それだけでは状況の変化に対す
る自律的適応の実現には不十分である。たとえば、メタレベルのプログラムがベースレベ
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ルのプログラム構成を動的変更する機能自体は自律的適応の実装に有用な機能であるが、
自律的適応の実現には状況の変化に対してどのようにベースレベルプログラムを変更する
のか、その具体的な実現手段を与える必要がある。
また、AOP(Aspect Oriented Programming) における aspect の織り込み (weaving)
をシステム稼動時に動的に行える Dynamic AOPの研究 [52, 49, 54, 53, 55, 74]やアプ
リケーションを構成するコンポーネントのコンフィギュレーションを自動的に行うミド
ルウェアの研究 [56, 57, 58] など、モジュール単位でシステム構成を動的に変更させる
研究も行われている。Dynamic AOP の研究では、横断的な関心事をモジュール化した
aspectをシステム動作時に動的に切り替えるメカニズムとその応用の研究例が報告され
ている。これらの研究が対象としているシステムの適応の範囲は、開発時に設計された
aspect の範囲に留まっており、開発時に想定できなかった変化に対し、ソフトウェアシ
ステム自体がどのように適応すべきかといった点への考慮はなされていない。また、コン
ポーネントのコンフィギュレーションを自動的に再構成するミドルウェアの研究は、いず
れの研究もコンポーネントの動的な追加・削除・入れ替えなどの基本メカニズムを提供し
ているに留まっている。そのため、ソフトウェアシステムが自分自身で環境の変化を理解
し、適応方法を策定して、適応を行うこと、すなわち自律的適応の具体的な手段を与える
という本論文の目標に直接に答えるものにはなっていない。
一方、モバイルエージェントや協調プログラミングのシステムでも、その構成要素とし
て、場の概念が取り入れられているのは 2.1節で述べたとおりである。しかしながら、モ
バイルエージェントの場合、場（プレース）はエージェントが実行されるプラットフォー
ムまたは他のエージェントと通信を行う媒体に過ぎない。本論文のように、ソフトウェア
システムの局所的対象に着目し、それに基づいた場の様々な概念と自律的適応の手段を提
案している研究例は他に存在しない。また、協調プログラミングの場合、場は、並行プロ
セスまたはエージェント間の通信手段の実現の一つとして位置づけられており、本論文が
対象とする自律的な適応は実現対象とはなっていない。
具体的なアーキテクチャに対する関連研究については、以降の各論で詳細に議論する。
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第 3章
携帯機器の状態変化に対する自律適
応アーキテクチャ
本章では、エージェントの移動に基づく自律適応を実現するソフトウェアアーキテク
チャの例として、ユビキタスコンピューティング環境における携帯機器のバッテリ切れと
いう環境の変化に自律的に適応するアプリケーションのアーキテクチャを与える。
バッテリ切れの問題は、ユビキタスコンピューティング環境における携帯端末利用の大
きな障害の一つとなっている。電源供給ができない状況では、バッテリ切れによる利用の
支障を防ぐために、有限のバッテリ資源をいかに有効に利用するかが重要となる。これに
対し、バッテリ容量の増大や省電力デバイスの開発、自動スリーピングモード等のパワー
マネージメントにより、バッテリの駆動時間を長くする研究 [120][121]が行われている。
しかしながら、これらの研究は、アプリケーションの動作中にバッテリ切れが生じた場
合自体の対処に役立つものではない。バッテリ切れが生じた場合のシステムとしての対処
は、バッテリ切れの前に利用者にアプリケーション終了やデータ保存などの対応を求める
警告メッセージを表示する機能が提供されるに留まっているのが現状である。したがっ
て、アプリケーションの稼動中に利用者が目を離した状況でバッテリ切れが生じた場合、
それまで計算した処理結果やデータが失われる恐れがある。そこで、携帯機器のバッテリ
切れの発生に対して自律的に適応するアプリケーションを実現するミドルウェアを提案
する。
本章の構成を説明する。まず最初に 3.1節でバッテリ切れの自律的適応を実現するアプ
ローチを提示する。そして、3.2節で、バッテリ切れに適応するアプリケーションを実現
するミドルウェアを示し、具体的な適応の実現について説明する。3.3節では、バッテリ
切れに適応するアプリケーションの簡単な例とそれを用いた評価実験について述べ、3.4
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節で本ミドルウェアで初めて実現が可能となる新たな応用の可能性について言及する。
3.5節では関連研究を議論し、最後に 3.6節において今後の課題をまとめる。
3.1 モバイルエージェントを利用した自律的適応の実現
アプリケーション自身によるバッテリ切れに対する適応の方法は、大きく分けて次の 2
つの方法が考えられる。
1. 処理中の中間結果データ（スナップショットデータ）をファイルに保存する。
2. ネットワークを利用して、スナップショットデータを他の機器（またはサーバ）に
退避させる。
1．の方法では、これまでの処理結果がとりあえず保存されるとともに、その保存領域
をメモリカードなどの移動可能な媒体とすれば、他の機器にそれを差し込んで作業を再開
することも可能である。しかし、作業再開にはバッテリ切れを起こした機器への充電か、
他の機器へ手動でコピーする等の操作が必要となる。さらに後者の場合には、稼動させる
機器にその媒体を差し込むことができ、その媒体を読める必要がある。また、他の機器
（またはサーバ）との接続セッションを保った協調動作を前提とするアプリケーションに
この方法を適用することは困難である。
2．の方法では 1．に述べたような操作の手間が軽減される。さらに、他の機器（また
はサーバ）との連携が前提となっているアプリケーションにおいても、退避先で、連携先
との接続と退避前からの処理を自動的に再開させることができれば、連携処理の継続実行
が可能となる。
そこで、ここでは、自律的に適応するアプリケーションを実現するアプローチと
して、既存のモバイルエージェントプラットフォームをベースとしたミドルウェア
EASTER(Escape Agent System from dying batTERy)を提案する。アプリケーション
は EASTER上で稼動するモバイルエージェントとして実装される。モバイルエージェン
トプラットフォームを利用するメリットは次の通りである。
² モバイルエージェントプラットフォームはモバイルエージェントが実行状態を維持
して他のホストに移動することを実現するために、モバイルエージェントをシリア
ライズする機能を有している。スナップショットデータの作成にこの機能が利用で
きる。
² 退避先の機器にモバイルエージェントプラットフォーム及び本ミドルウェアがイン
ストールされてさえすれば、個別のアプリケーションがインストールされていなく
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とも、自動的な退避や退避後の継続実行が可能となる。
² モバイルエージェントは退避先で処理を自動的に再開するので、他の機器上のソフ
トウェアとの連携処理の継続実行の実現が容易になる。
² 状況に応じて、退避先からさらに別の機器（または充電された元の機器）に自動的
に移動する動作も実現可能となる。
一方、自律的適応を実現するための技術的な要件は次の通りである。
バッテリ切れ時期の予知： 各アプリケーションは、バッテリ切れが近いことを予知し、
バッテリ切れの前に退避行動（1．や 2．の処理）を終了するようなタイミングで行
動を開始できなくてはならない。バッテリ切れが近いことを予知するには、現在の
バッテリ残量に加え、バッテリ消費の速度に関する情報が必要となる。バッテリ消
費の速度はバッテリの性能と出荷以降の総稼働時間、稼動中のアプリケーション、
画面輝度など、様々な要因により変化する [122]。
退避行動コストの見積もり： アプリケーションがバッテリ切れの前に退避行動を終了す
るようにするには、その退避行動のコスト（消費バッテリー量または退避にかかる
時間）を予め見積もることができなくてはならない。
プランニング： 退避行動を行うアプリケーションが複数存在する場合、各アプリケー
ションが各自の退避行動コストに基づいて勝手に退避を始めると、退避行動に必要
な処理が集中する可能性がある。この負荷の集中により、単一の場合よりも退避に
かかる時間が大幅に増え、退避に失敗するアプリケーションが発生する事態が起こ
りうる。また、相互に依存関係のあるアプリケーションを退避させる場合、退避順
序の制約が必要な場合も想定される。したがって、複数のアプリケーションが整然
と退避するための何らかのプランニング機構が必要となる。
定常状態における処理の軽量化： バッテリ切れがまだ近くない定常状態の時に必要な処
理は、本来のアプリケーションの動作に支障を来たさないように極力軽い処理にす
べきである。
これ以外にも退避後の処理に関連して考慮すべき要求事項が存在する。たとえば、他の
機器への退避後に、処理を再開させたいアプリケーションの場合、退避先ホストの状況
（処理能力、バッテリー残量、現在の負荷）などを踏まえ、そのホストが退避先として相応
しいか、相応しくない場合は、どのホストに退避すべきかを決められることが望ましい。
これらの要求は、アプリケーションやシステム構成に依存してその形態・内容が様々であ
ると想定されるため、ここでは今後の課題として言及するに留め、退避行動の実現に焦点
を絞って説明する。
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3.2 EASTERのソフトウェアアーキテクチャと実装
3.2.1 全体構成
EASTER の全体構成を図 3.1 に示す。EASTER は危機管理センターモジュールと
エージェントモジュール及び Agentランタイムから構成される。各アプリケーション（以
降ではアプリケーションエージェントと呼ぶ）はエージェントモジュールに本来のアプリ
ケーション機能を実装したモジュールを追加して作成する。
図 3.1 EASTERのソフトウェアアーキテクチャ
EASTERの各構成要素の概要を以下に示す。
危機管理センターモジュール： バッテリ残量を監視し、各アプリケーションエージェン
トの退避に必要な情報（退避予想コスト、避難ポリシーなど）に基づいて、各アプ
リケーションエージェントに退避要求メッセージを発信する。本メッセージによ
り、各アプリケーションはバッテリ切れが近いことを予知できる。また、どのアプ
リケーションエージェントにいつ退避を要求するかをプランニングすることによ
り、コントロールされた退避を実現する。本モジュールにより、各エージェントは
バッテリ残量の監視や退避行動の開始時期などバッテリ切れの予知を実装する必要
がなくなり、要求項目であげたプランニングも実現できる。
エージェントモジュール： アプリケーションエージェントは危機管理センターからの退
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避要求を受信し、スナップショットデータをファイルへ保存するか、またはシェル
ターホスト（退避先のマシン）に移動する。このような退避処理を実現するための
抽象クラスがエージェントモジュールである。アプリケーションエージェントは
エージェントモジュールのサブクラスとして作成する。このクラスをメインのクラ
スとして EASTERにロードすることにより、アプリケーションエージェントが生
成され、危機管理センターからの退避要求を受け取ることができるようになる。
Agentランタイム： 危機管理センターモジュールやエージェントモジュールのベース
となるモジュールであり、モバイルエージェントプラットフォームを利用して実現
する。本研究では Java上のプラットフォームである AgentSpace[37]を利用した。
AgentSpaceは直列化された移動エージェントを圧縮して移動先に転送する機能を
提供している。これを利用することにより、転送時間を短縮し、退避にかかる時間
を抑えられることが期待できる。また、退避先のホストの状況（バッテリ残量や稼
働中のエージェントに関する情報）を問い合わせるためのホスト間メッセージ通信
機能もここで提供される。さらに危機管理センターの起動／終了、アプリケーショ
ンエージェントの生成／削除等の EASTER全体の管理機能も本モジュールが提供
する。
本節の以降において、退避を行なうアプリケーションエージェントの作成方法と退避を
実現するコアモジュールとなる危機管理センターモジュールについて詳細を説明する。
3.2.2 アプリケーションエージェント
図 3.2はアプリケーションエージェントの構成である。
アプリケーションエージェント (図 3.2の ApplicationAgent)はエージェントモジュー
ルの抽象クラス EscapeAgentのサブクラスとして作成する。EscapeAgentで定義されて
いる３つの抽象メソッドは、退避する直前や退避した直後に Agentランタイムから呼び
出されるメソッドである。ApplicationAgentでこれらのメソッドの退避動作前後で行う
アプリケーション固有の処理を定義することができる。
一方、図 3.2の ApplicationClass は本来のアプリケーション機能を実装したモジュー
ルであり、ApplicationAgentはこのクラスのインスタンスを別のスレッドで生成・起動
する。
EscapeAgentの抽象メソッドと ApplicationClassの関係を表 3.1に示す。
アプリケーションエージェントのクラスを EASTERにロードすることにより、アプリ
ケーションエージェントが生成される。利用者は、ロードの際、アプリケーションまた
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図 3.2 アプリケーションエージェント
は利用者によって指定された避難ポリシーや退避予想コスト（詳細は次の節で説明）も
EASTERに登録する。これらの情報は危機管理センターモジュールで管理される。
3.2.3 危機管理センターモジュール
危機管理センターモジュールは図 3.3のように４つのサブモジュールから構成される。
危機管理センターモジュールは次のように動作する。
表 3.1 EscapeAgentの抽象メソッド
抽象メソッド 説明
escapeToFile() 退避行動としてスナップショットデータの保存を行な
う直前に起動される処理。ApplicationClass への割り
込み処理やインスタンス変数の更新などを行なう。
escapeCompletely() シェルターホストへ退避する直前に起動される処理。
ApplicationClass への割り込み処理やインスタンス変
数の更新などを行なう。
recoverCompletely() シェルターホストへ退避した直後に起動される処理。
ApplicationClass の再起動など処理の継続に必要な手
続きを実行する。
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図 3.3 危機管理センターモジュール
1. アプリケーションエージェントのロード時に避難ポリシーや退避予想コストも入力
され、エージェント情報管理モジュールに格納される（図 3.3 の矢印 1）。この情
報に基づき、プランニングモジュールが退避計画を作成し、退避計画実行モジュー
ルに渡す（図 3.3の矢印 2、3）。退避計画は現在ロードされているアプリケーショ
ンエージェントに対する退避要求メッセージを要素とする一種のスケジューリング
キュー（以降では退避計画キューと呼ぶ）である。
2. 退避計画実行モジュールはバッテリ監視モジュールから周期的にバッテリ残量情報
を取得し（図 3.3 の矢印 4、5）、退避要求メッセージを発行する時期を判定する。
発行の条件が満たされると、スケジューリングキューから退避要求メッセージを取
り出し、アプリケーションエージェントに順次送信する（図 3.3の矢印 7）。送信の
際には事前にシェルターホストの状況を確認することも可能である（図 3.3の矢印
6）。
3. 各アプリケーションエージェントの退避行動完了の情報が退避計画実行モジュール
に通知される（図 3.3の矢印 8）。
4. アプリケーションエージェントの新たな起動や終了、利用者による避難ポリシーの
変更などによって、エージェント情報管理モジュールが管理している各データが更
新される。これにより、計画の再策定が行なわれる（図 3.3の矢印 9、10）。
以降で各サブモジュールの具体的内容を説明する。
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エージェント情報管理モジュール
現在ロードされているアプリケーションエージェントの避難ポリシーや退避予想コスト
を管理する。避難ポリシーは、各アプリケーションエージェントがとり得る退避行動と退
避の優先度を決定するための属性である。各アプリケーションの利用目的、利用の緊急
度、本ミドルウェアを他のユーザと共有して使うか否かなど様々な利用条件によって、い
くつもの退避ポリシーが考えられるが、ここではもっとも基本的な避難ポリシーおよび退
避予想コストとして、アプリケーションエージェントごとに以下の属性を与える。
要件レベル： 退避に関して次の 3つの要件を設定する属性である。これらは 3.1節であ
げた２つの適応行動の方法に基づいたものである。
レベルA： シェルターホストへの移動が必須である。移動ができない場合、い
ままでの処理が無効になる。
レベル B： シェルターホストへの移動ができることが望ましい。ただし、そ
れが不可能な場合は、現在ホストにスナップショットデータが保存されれば
良い。
レベル C： シェルターホストへの移動は不要。現在ホストにスナップショッ
トデータが保存されれば良い。
シェルターホスト： 退避先ホストのアドレスを設定する。
退避優先度： アプリケーションエージェントの退避行動のタイミングを決定するポリ
シーである。アプリケーションエージェントが現在行っている処理について、その
処理は現在のホスト上でできるだけ長く実行されることが望ましいのか、または退
避行動を早めに行っても良いのかを 5 段階のレベルで表現する。退避優先度 1 は
極力現在のホスト上で長く実行を行うポリシーと定義する。一方、退避優先度 5は
電源が供給されなくなった時点で退避を行うポリシーと定義する。
退避制約： 相互に依存関係がある複数のアプリケーションエージェントを退避させる際
の退避順序の制約を定義するものであり、他のアプリケーションエージェント名を
記す。当該アプリケーションエージェントはこのアプリケーションエージェントの
退避が終了した後に退避を行わなければならない。
退避予想コスト： 退避予想コストは退避にかかると予想される時間（秒）である。
これらの属性への値の入力や変更手続きは一つのクラス（現実装においてはクラス
AgentInfoOperation）としてまとめて実装する。アプリケーションエージェントのロー
ド時には本クラスの入力メソッドが呼び出される。現状においては、各属性への入力は利
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用者による設定で行うこととし、入力メソッドは特定の設定ファイルからの読み込む手続
きとして実装されている。要件レベルと退避制約、退避予想コストに関しては、アプリ
ケーション提供者がデフォルト値を設定し、シェルターホストや退避優先度は利用者が各
自の利用環境や利用形態に応じてデータを設定する*1。ただし、退避コストに関しては、
次の２つの更新メソッドを実装している。
リハーサルによる更新： ファイル設定値では、実際に退避にかかった時間（これを実
退避コストと呼ぶ）と大きなずれが生じる可能性もある。したがって、利用者がア
プリケーションエージェントに対し、退避のリハーサルを実行させ、そこで記録し
た実行時間を退避予想コストと設定することができるようにする。
実退避コスト： アプリケーションによっては、退避にかかる時間が処理内容によって
まちまちであることも考えられる。また利用を重ねることにより、ハードウェアの
変化や OSレベルでの各種設定の変更、EASTER以外のプロセスの状況の変化に
より、実退避コストがリハーサル値とも合わなくなる可能性もある。したがって、
実退避コストを記録しておき、その履歴に基づいて退避予想コストを算出する。現
状ではこれまでの実退避コストの平均値や最大値を計算し、退避予想コストを更新
するメソッドとしている。
プランニングモジュール
現在ロードされているアプリケーションエージェントの避難ポリシーや退避予想コスト
に基づき、これらのアプリケーションエージェントに対する退避要求メッセージを退避計
画キューに挿入する。退避要求メッセージは、対象となるアプリケーションエージェント
名と要求する退避行動（保存または指定のシェルターホストへの退避）から構成される。
退避優先度の高いアプリケーションエージェントほど早い段階で退避要求メッセージを出
すために、アプリケーションエージェントに関して次の 3つの条件で順序関係を定義し、
大きい順から退避計画キューに挿入している。A、Bを二つのアプリケーションエージェ
ントとする。
² Aの退避優先度が Bの退避優先度よりも大きい場合を Aは Bより大きいとする。
² Aと Bの退避優先度が同じ場合は、Aの退避予想コストが Bの退避予想コストと
小さい場合を Aは Bより大きいとする。
² Aと Bの退避優先度及び退避予想コストが同じ場合は、Aと Bの順序は等しいと
*1 退避制約に違反する退避優先度の設定は許されない。
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する（要件レベルによる順序付けはしない）。
退避計画実行モジュール
本モジュールは次の 3種類の情報に基づき、退避計画キューから退避要求メッセージを
取り出し、アプリケーションエージェントに送信する。
² バッテリ監視モジュールから取得するバッテリ残量情報。このデータはバッテリ残
量割合（バッテリ全体量に対する残量の割合を %で表したもの）とバッテリ残量
割合が減る速度から構成される。
² 現在のアプリケーションエージェントの避難ポリシーおよび退避予想コスト。
² 退避要求メッセージを送信したアプリケーションエージェントの状態（とりうる値
は"退避未完了"、"退避完了"と 2値）。
この手続きも一つのクラス（現実装においてはクラス PlanPerformer）で実現する。現
在の手続きの詳細は次の通りである。
1. 退避計画キュー内にあるアプリケーションエージェントの退避予想コストの総和
（秒）を計算する。
2. バッテリ監視モジュールから定期的にバッテリ残量情報を取得し、放電予測時間を
計算する。放電予測時間は現在からバッテリ残量が 0になるまでにかかる時間の予
測値であり、バッテリ残量割合とバッテリ残量割合が減る速度から算出する。放電
予測時間が退避予想コスト総和と安全マージンの和よりも小さくなった時点で、退
避計画キューから退避要求メッセージを取り出し、退避要求の発行を開始する。
3. 退避要求メッセージを取り出した時間から、その退避予想コストの時間が経過した
時点で次の退避要求メッセージを取り出し、退避要求を発行する。ただし、退避制
約がある場合は、該当するアプリケーションエージェントの退避終了の確認後に退
避要求を発行する。
ただし、退避優先度 5のアプリケーションエージェントに対しては、電源が供給されなく
なった時点でただちに退避要求が発行される。
なお、退避要求の発行前に、各シェルターホストに対して現在の状況（バッテリ供給の
有無、放電予測時間、稼働中のアプリケーションエージェントの退避予想コストの総和）
を問い合わせ、退避が可能であることを確認した後、退避要求を発行することも可能で
ある。シェルターホストの放電予測時間が少ない場合や問い合わせのレスポンスが遅い
場合には、要求レベル Bのアプリケーションエージェントには、現ホスト上でのスナッ
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プショットデータの保存を要求するように計画実行を変更する等の実装が可能となって
いる。
現実装におけるプランニング及び計画実行の例を示す。表 3.2のようなアプリケーショ
ンエージェント (Agent1～5)が稼動中であると仮定する。
表 3.2 アプリケーションエージェントの退避ポリシー
要件レベル 退避優先度 退避予想コ
スト (秒)
Agent1 A 4 7
Agent2 B 2 8
Agent3 A 3 5
Agent4 C 3 2
Agent5 C 1 2
退避計画の実行は図 3.4のようになる。各矢印の始点が退避要求の発行タイミングを表
しており、矢印の長さは退避予想コストを表現している。たとえば、Agent4に対しては、
Agent1に退避要求が発行されてから 7秒後（Agent1の退避予想コスト）に退避要求が発
行される。
図 3.4 退避計画実行例
なお、本モジュールによる退避要求の発行が起動されると、アプリケーションエージェ
ントの新たな起動や利用者による避難ポリシーの変更はできなくなる。また、本機能の起
動中にバッテリ充電の状態になった場合には、本モジュールの実行を中断し、実行の継続
または中止の選択を利用者が予め設定できる。
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バッテリ監視モジュール
バッテリ監視モジュールは周期的に OSのシステム情報にアクセスし、バッテリ状態に
関する情報を取得する。本モジュールはWindows2000/XP、WindowsCE、Linuxの各
OS向けに実装している。OS毎に実装方法を説明する。
Windows2000/XP： Windows2000/XPにおいては、バッテリ情報を取得するシス
テム関数の API（GetSystemPowerStatus）が提供されている。GetSystemPow-
erStatusがサポートされているOSはWindows XP, Windows 2000 Professional,
Windows Me, Windows 98, Windows 95, Windows Server 2003, Windows 2000
Serverとされている [123]。取得できる情報は下記のとおりである。
² 電源の状態（オンライン、オフライン（バッテリ駆動）、あるいは不明）
² バッテリ残量の状態（高、低、危険、充電中、バッテリ無し、あるいは不明）
² バッテリ残量割合（0～100%、あるいは不明）
² バッテリ残り時間（秒単位の残り時間、あるいは不明）
² フル充電時のバッテリ持続時間（秒単位の持続時間、あるいは不明）
そこで Javaの JNIを利用して上記のシステム関数を呼び出し、バッテリ残量割合
を取得することで実装した。
WindowsCE： WindowsCE においても、API が提供されており、システム関数
GetSystemPowerStatusEx、あるいは GetSystemPowerStatusEx2 によりバッテ
リ状態に関する情報を取得できる [124]。GetSystemPowerStatusExはWindows
用 API である GetSystemPowerStatus と同等の情報に加えてバックアップバ
ッテリの状態を取得することができる。また、GetSystemPowerStatusEx2 は
GetSystemPowerStatusExの拡張となっており、バッテリの電圧レベル等のより
詳細な情報を取得できる。GetSystemPowerStatusEx は WindowsCE 1.0 以降、
GetSystemPowerStatusEx2はWindowsCE 2.12以降でサポートされている。現
状では、適用範囲の広いGetSystemPowerStatusExを利用し、Windows2000/XP
の場合と同様に Javaの JNIを利用して実装している。
Linux： Linux においては、バッテリに関する情報は、/proc/apm というテキスト
ファイルから得ることが可能である。一般ユーザでファイルを読み込み専用で
開いた後、内容を読み込むことで、バッテリ残量を含むパワーマネージメント情
報を取得することができる。本ファイルにアクセスすると、カーネルによって、
APM(Advanced Power Management) BIOSから得られる最新のバッテリ情報が
本ファイルに出力される。/proc/apmは kernel 1.3.57以上であれば利用でき（そ
23
れ以前のカーネルではテキスト形式が現行と異なる）、取得できる主な情報は下記
の通りとなっている。
² 電源の状態（オンライン、オフライン（バッテリ駆動）、あるいは不明）
² バッテリ残量の状態（高、低、危険、充電中、バッテリ無し、あるいは不明）
² バッテリ残量割合（0～100%、あるいは不明）
² バッテリ残り時間（秒または分単位の残り時間、あるいは不明）
² バッテリ残り時間の単位（秒または分）
そこで、Linuxにおいては、/proc/apmを読み込み、バッテリ情報を取得する方法
で実装した。
上であげたように各 OSで取得できるバッテリ情報には様々な項目のデータがあるが、
データの値として不明の値がでる場合も多い。ここでは、各 OSで試験的にデータ取得を
行った結果として、不明の値がでなかったバッテリ残量割合をバッテリ情報として利用し
ている。バッテリ残量割合が減る速度は、バッテリ残量割合が 1%減る時間 (秒) を計測
することで算出する。
3.3 評価実験
3.3.1 アプリケーションエージェントの例
EASTER上のアプリケーションエージェントの簡単なサンプルを 3つ示す。
数値計算
数値計算を行なうアプリケーションエージェントを示す。バッテリ切れが近づくと、
これまでの計算結果を保持しつつ、他のホストに移動し、以降の計算を行なう。簡単なア
プリケーションの例として、二分法による 1変数方程式の解計算を実装した。本アプリ
ケーションは図 3.2に基づき、数値計算を行うクラス Nibun（図 3.2の ApplicationClass
に相当）とエージェントのクラス NibunAgent（図 3.2の ApplicationAgentに相当）で
構成される（具体的なコードは付録 A を参照のこと）。他のアプリケーションエージェ
ントの例も同様のクラス構成となっている。以下は x2 ¡ 2 = 0の負の解を求めるクラス
Nibunのコードの一部である。
a= -2.0; b=0.0;
c=0.0; x=0.0; fa=0.0; fb=0.0; fc=0.0; eps=1.0;
// 以上の変数はインスタンス変数で移動時に状態が保持される。
while(eps>1.0E-5) {
c = (a + b) / 2;
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fa = calc(a);
fb = calc(b);
fc = calc(c);
if(fa*fc<0) {
b = c;
fb = fc;
} else if(fb*fc<0) {
a = c;
fa = fc;
}
eps = Math.abs(b-a);
}
double calc(double x) {
double f = 0.0;
f = x * x-2.0;
return f;
}
退避の様子を図 3.5に示す。
図 3.5 アプリケーション例 1
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上が移動前のホストの画面、下がシェルターホストの画面である。バッテリ切れの時
期*2が近づくと移動し、移動先でインスタンス変数 cの途中結果から続きの計算を始めて
いる。上下画面の CurrentResult:-6.25がインスタンス変数 cの途中の値である。
時間管理
時間管理プログラムを図 3.6に示す。
図 3.6 アプリケーション例 2
各ボタンを押すと、現在の時間が記録される。作業の変わり目に各ボタンを押すこと
で、自らの作業記録が累積され、これまでの作業状況を把握できる。バッテリ切れが近づ
くと、他のシェルターホスト（予備のノート PCや PDAなど）にこれまでの作業記録ご
と移動する。
データ収集
指定されたサイトリストの画像データを収集するプログラムである。バッテリ切れが近
づくと、他のシェルターホストに移動し、そこで画像データ収集を再開する。退避の様子
を図 3.7に示す。下のシェルターホストの画面でダウンロードを再開している。
*2 ここでは例示のため、バッテリが切れるかなり前の時期を設定している。
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図 3.7 アプリケーション例 3
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3.3.2 評価実験
3.2節で説明した EASTERに対し、次の３つの観点から評価実験を行なった。
定常状態での影響： バッテリ切れがまだ先の状態（退避計画実行前の状態）において
EASTER を立ち上げていることによる影響を、CPU、メモリ消費、アプリケー
ション実行性能、バッテリ消費の点から評価した。
プランニングと退避コストの見積もり： 退避コストの見積もりや退避計画実行を開始す
るタイミング設定に関するプランニングの効果について評価を行った。
バッテリ切れ時期の予知： バッテリ消費状況を監視し、退避計画実行を開始するタイミ
ングについての検討を行なった。
評価実験に利用したマシンは DELL LATITUDE C840(CPU:1.60GHz, メモ
リ:256MB, Windows2000, 利用年数 2 年) である。実験用のアプリケーションエージェ
ントには、3.3節で説明した 3例を利用する。
定常状態での影響
EASTERを立ち上げることによるCPU負荷およびメモリ消費の影響をWindows2000
のタスクマネージャを利用して計測した。EASTERを立ち上げ、データ収集アプリケー
ションをロードしたときの状況を図 3.8に示す。
図 3.8 EASTER動作時の CPUとメモリ状況
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CPU使用率履歴の中ほどのピーク（黄色の矢印）は EASTERを立ち上げたときであ
り、右側のピーク（ピンクの矢印）はデータ収集アプリケーションをロードしプランニン
グを起動したときである。それ以降は安定して低い状況となっている。EASTERを立ち
上げることによるメモリ消費の増加（緑の矢印）もごく僅かである。
退避計画実行前においては、ミドルウェアとして行なう処理は退避計画キューとバッテ
リ状況の監視を定期的に行なうだけであるため、このような負荷状況となっているものと
思われる。
また、既存の Javaプログラムと EASTERのアプリケーションエージェントとの性能
比較を行なった。例題は、3.3節で説明した数値計算アプリケーション（二分法）を用い、
クラス Nibun を Java プログラムとして実行した場合の実行時間とクラス NibunAgent
を EASTER でロードし実行した場合の実行時間を比較した。実行時間差を分かりやす
くするため、二分法の計算を各 100 回行い、その合計時間で比較を行なった。5 回計測
した実行時間の平均をとったところ、Javaプログラムの結果が 2,404msecであったのに
対し、EASTERアプリケーションの結果は 2,433msec となり、その差は僅かであった。
前者と後者の差は、アプリケーション本体（クラス Nibun）をユーザが直接起動するか、
NibunAgentが起動するかの違いしかないため、その差が僅かになったと考えられる。他
のアプリケーションにおいても、アプリケーション本体のクラスをアプリケーションエー
ジェントのクラスが起動する構造となっていれば、性能の差は小さいものと考えられる。
次に EASTERを立ち上げていることによるバッテリ消費への影響を計測した。図 3.9
は電源供給がなくなってから 200秒ごとのバッテリ残量割合をプロットしたものである。
■の曲線グラフが EASTER を立ち上げていない場合を表しており、▲の曲線グラフが
EASTERを立ち上げている場合を表している。
EASTERを立ち上げている場合のほうが若干バッテリ残量の減り方が速いが差は僅か
である。メモリ上の退避計画キューとバッテリ情報取得のシステム関数を定期的に呼び出
すだけでは、バッテリ消費への影響は小さいと思われる。
プランニングと退避コストの見積もり
3.3節であげた三つのアプリケーションエージェントに対し、次の 3つの各状況で退避
にかかった時間を計測した。
² 単独で立ち上げ、退避を実行した場合。
² 三つを立ち上げ、固定の同じタイミングで一斉に退避を実行した場合。
² 三つを立ち上げ、プランニングを行なって退避を実行した場合。退避ポリシーは表
3.3のように設定した。
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図 3.9 バッテリ消費状況
表 3.3 本評価における退避ポリシー
要件レベル 退避優先度 退避予想コ
スト (秒)
数値計算 A 4 2
時間管理 A 2 2
データ収集 B 3 7
退避予想コストはデフォルト値
実行時間を 5回計測し、その平均をとった結果を表 3.4に示す。
各アプリケーションエージェントともに、同じタイミングで一斉に退避した時の退避時
間は単独の退避の場合と比べて大きくなっている。複数のアプリケーションエージェント
が同時に退避行動を開始した場合、処理が集中することの負荷が影響していると考えられ
る。こうした負荷による退避時間の変動量は事前に予測することが難しいため、退避開始
時間を事前に静的かつ十分に余裕をとって設定しないと、退避失敗の可能性を高める要因
となる。図 1にあるような応用において退避のタイミングをなるべく遅くしたい場合、退
避失敗の危険性増大とのトレードオフとなり、退避開始時間の静的設定は困難となる。
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表 3.4 退避時間 (msec)
アプリケーシ
ョンエージェ
ント
単独 計画なし プランニングあり
数値計算 232 595 236
時間管理 330 918 293
データ収集 2,241 4,130 2,617
一方、プランニングを行なっている場合には、実行時間は退避予想コストとほぼ同じで
ある。退避の開始時間も自動的に設定され、退避成功の可能性を高めることができる。
バッテリ切れ時期の予知
バッテリ監視モジュールを利用し、EASTERが稼動しているときのバッテリ残量割合
が 1% 減る時間を計測すると、図 3.10 のようになる。100% から暫くは減る時間が 100
図 3.10 バッテリ消費時間
秒レベルで安定するが、バッテリ残量割合がある値を割ると減る時間が急速に短くなり、
20秒以下の状態が暫く続く。そしてバッテリ切れ直前（8%から 2%）に減る時間が急激
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に増加する。計測を繰り返し行なっても、同じ傾向が得られている。このようにバッテリ
残量はリニアに減少するわけでない。さらに減り方も機器や利用年数等の要因によって
様々であると考えられる。
退避のタイミングをなるべく遅くし、かつ退避失敗の可能性を減らすためには、退避予
想コストに加えて図 3.10にあげたバッテリ消費時間の特性を加味し、退避計画実行開始
のタイミングを決めることが望ましい。現状の PlanPerformerの実装においては、放電
予測時間が各アプリケーションの退避予想コストの合計と安全マージンの和より小さく
なった時点を退避計画実行の開始タイミングとしている。安全マージンは再設定可能な値
としており、評価に利用したマシンに対しては、3%からバッテリがなくなるまでの時間
が約 400秒となっていることから（図 3.10）、現在はこれを安全マージンとして利用して
いる。
3.4 EASTERにおける新たな応用
バッテリ切れへのアプリケーションの自律的な対応は、電源供給ができない状況におい
て、ユーザとの対話を常には必要としないサーバ処理や完了に時間のかかる計算やデータ
処理、バックグラウンドで稼動させるアプリケーションを稼動させる場合に特に有効と
なる。
こうした機能はバッテリ切れによる処理結果消失の防止だけでなく、電源供給ができな
い利用環境下における複数機器のバッテリリソース活用にも応用することができる。たと
えば、ローカルにネットワーク接続された二つのノート PC（マシン A,マシン B）を電
源供給がない状況で利用することを想定する (図 3.11)。
マシン Aはあるデータ処理を 20MB/時間で処理でき、バッテリ残量が 2時間とする。
マシン Bは 10MB/時間で処理でき、バッテリ残量が 5時間とする。60MBのデータを処
理したい場合、マシン Aでは 3時間、マシン Bでは 6時間かかるため、このままでは処
理することが不可能である。この処理をバッテリ切れに自動適応できる移動エージェン
トとして実現すれば、まずマシン Aで 2時間処理を行い（すなわち 40MB分の処理を行
い）、残りの 20MBの処理分をマシン Bにて 2時間で処理することで 60MBの処理全体
を完了することができる。この応用は処理内容がデータ分割による並列処理が困難な場合
や処理にかかる時間が単純に見積もれない場合などに特に有効となる。
また、複数の機器をローカルに接続したシステムにおける Jiniのような Lookupサー
ビスやエージェント間仲介サービス等、各機器上のプログラム連携を実現するサーバープ
ログラムへの応用も考えられる。電源が供給できない環境下でこの様なシステムを稼動さ
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図 3.11 バッテリリソース活用の例
せる場合、このサーバプログラムが稼動している機器がバッテリ切れの状況に陥ると、シ
ステム全体が使えなくなる事態につながるが、他の機器に自律的に退避する機能をサポー
トすることにより、こうした事態を回避することが可能となる。
3.5 関連研究
従来の研究においても、外部環境の様々な変化に適応するエージェントの研究は行われ
てきた ([125][126][127])。しかしながら、これらは外部環境が変化した時点で適応活動を
行うものであり、かつ単独のエージェントの行動を規定しているのみである（たとえば、
バッテリ残量があらかじめ設定された 5%以下になったら、各エージェントが勝手に移動
しはじめる）。そのため、複数のエージェントが稼動する際のバッテリ切れの問題には対
応できない事態が発生する。
これに対し、ここではバッテリ切れという環境の変化が事前にある程度予測可能な変化
であることに着目し、避難ポリシーおよび退避予想コストとプランニング機構を導入する
ことにより、複数のエージェントをも考慮したプロアクティブな退避行動を実現するアー
キテクチャを提案した。
一方、移動可能なプログラム技術を用いて省電力を実現する研究も行われている
([128])。バッテリ消費の大きいプロセスを無線ネットワークを通してサーバへ転送 ¢ 実
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行し、計算結果を戻すことにより、バッテリ消費量の削減を実現する。ファイル入出
力や CPU の使用が多いアプリケーションを利用する際に有効である。省電力を目的に
プログラムの動作を変化させる研究は [129] にも見られる。この研究ではあらかじめ、
DigitalMulitMeter(DMM)というハードウェアを利用することでプログラムの動作とエ
ネルギ消費量の関係を詳細にプロファイリングしておき、プロファイルをもとにユーザの
希望する持続時間に応じてプログラムの振る舞いを動的に変化させる。例えば、動画再生
アプリケーションでは、バッテリが十分あるときにはフルカラーで、バッテリが残り少な
くなると色数を減らして再生する、というようにアプリケーションの振る舞いを変化させ
ることでバッテリ消費を抑制する。これらの研究はバッテリ消費量を監視してのプログラ
ム制御という面では、EASTERと一致する点があるが、あくまでも省電力を目指す研究
であり、バッテリ切れの事態に対応するものではない。
3.6 まとめおよび今後の課題
本章では、携帯機器のバッテリ切れに対する自律的適応を、モバイルエージェントを
用いて実現するソフトウェアアーキテクチャを提案し、その実装としてのミドルウェア
EASTERを示した。さらに、サンプルアプリケーションを用いた実験により、EASTER
を利用したアプリケーションの自律的適応が有効に機能することを示した。
EASTER では、複数のアプリケーションの退避行動に対応するために危機管理セン
ターモジュールを用意し、退避行動のプランニングと実行制御を行っている。この制御処
理は、すべてのアプリケーションがバッテリが切れる前までに退避行動を終えるという制
約を満たすように退避行動の順序を決定するスケジューリング処理である。EASTERの
現在の実装で、この処理の実装例を与えているが、EASTERの応用形態や利用条件等に
より、実装を拡張したほうが望ましい場合もありうる。たとえば、ネットワーク通信が不
安定な状況下でシェルターホストへの接続や通信に時間がかかる場合やシェルターホスト
への退避が困難な状況にある場合 (バッテリ残量が僅かになっている場合等)、他のホスト
へ退避を必要としないアプリケーションエージェントの退避を優先するなど、動的制御を
行うことが有効な戦略の一つとなる場合もある。スケジューリング処理は一つのクラス
PlanPerformerで実装されるため、本クラスの実装を入れ替えることによりこうした拡張
が実現できる。様々な利用環境、モバイル機器、様々なパターンの応用形態を通して、本
クラスの様々な実装・改良と実装のための基本ライブラリの整備が今後の課題となる。
もう一つの課題として、退避ポリシーの動的な設定が考えられる。たとえば、現状で
は、アプリケーションエージェントが退避する先のシェルターホストは静的に決められて
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おり、シェルターホストへの退避が困難な場合等に対応して、シェルターホストを動的に
切り替えるといった機能は考慮の対象外となっている。単純な解決策としては、シェル
ターホストの指定を複数できるように拡張し、その中から適切なシェルターホストに切り
替える方式である。または、現状接続されているネットワーク内から利用可能なシェル
ターホストを探し出し、適切なシェルターホストを見つける（たとえばシェルターホスト
への問い合わせて、もっとも余裕のあるホストを特定する）方式も考えられる。いずれの
方式も退避ポリシーの値の設定や変更を実現する AgentInfoOperationの実装へ組み込む
ことにより実現が可能となる。アプリケーションエージェントによっては、退避制約の動
的変更や退避予想コストの見積もり方法についての改良が必要となることも考えられる。
EASTERの有望な応用形態の一つとして、電源供給がない状況において、各機器上の
プログラム連携が必要となるシステムへの具体的な応用を示すことも今後の課題である。
こうした応用として、ネットワーク接続された PCの遊休資源を活用する PCグリッドを
拡張し、モバイル環境での各機器の資源をも活用するグリッド [132][133][134]を構築する
ための要素技術として利用することが考えられる。タスク管理サーバからタスクを割り当
てられたモバイル機器がその処理中にバッテリ切れが近づいた場合、何も対処しなければ
それまでの処理結果が無駄になるだけでなく、処理が中止されたことをサーバにも連絡し
ない。バッテリ切れが起こりそうになったとき、EASTERを利用してサーバに本タスク
を戻す処理を実行することにより、これまでの計算を無駄にすることなく、他の遊休機器
に残りの計算を再割り当てすることが可能となる。さらにタスク管理サーバが稼動してい
る機器自体のバッテリ切れが近づいた場合の対応を EASTERで実現することも一つの応
用となる。
また、現在のシェルターホストへの移動の実現には既存のモバイルエージェントプラッ
トフォームである AgentSpace[37] をベースとしている。本プラットフォームの移動は
TCP/IP の Socket 通信に基づくものであるが、ベースとするモバイルエージェントを
JXTA上のモバイルエージェント [130]にすることで、通信プロトコルとして TCP/IPだ
けでなく HTTPも利用可能なミドルウェアとすることができる。JXTA上で EASTER
を実現することにより、P2P 環境でのモバイル機器の電源リソースを共有する枠組みや
JXTAをベースとした PCグリッド [131]への応用に繋がることも期待できる。
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第 4章
場の概念に基づくソフトウェアアー
キテクチャ
2章で提示したエージェントおよび場の概念に基づき、携帯機器のバッテリ切れに限ら
ず、様々な環境の変化に適応するシステムを実現するソフトウェアアーキテクチャを与
え、その実装例としての言語処理系を提示する。本アーキテクチャでは、個々のエージェ
ントが自律的に適応するメカニズムとして、環境切り替えによる適応や場への巡回による
機能獲得を実現する基本機能を提供する。これらの基本機能を利用した具体的な適応実現
例も提示し、自律適応型ソフトウェアの応用システム例を説明する。
本章の構成を示す。4.1節でエージェントと場に基づくソフトウェアアーキテクチャを
与え、4.2節で、その実装例としてエージェントおよび場の記述フレームワークおよびラ
ンタイムエンジンを説明する。さらに 4.3 節では、実際に開発した応用システム例を示
し、将来的に有望と思われるアプリケーションについても考察する。4.4節で関連研究と
の比較を議論し、4.5節で本アーキテクチャの実装に関する課題をまとめる。
4.1 エージェントと場に基づくソフトウェアアーキテクチャ
2.2節で述べたように、エージェントは次の要件を満たす並行オブジェクトとする。
協調性 複数エージェント同士がメッセージ交換を行うことができる。
自律性 自らの実行を制御し、自身のプログラムを動的に変更できる。
移動性 ネットワークを介して他のノードに移動することができる。
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協調性は複数のエージェントで構成するシステムを実現するための機能である。自律性
は自律的適応を実現するための基本機能を提供し、移動性はエージェントに自律的適応を
実現する手段を与えるための機能である。
一方、場は、2.2節で記した要件を詳細化したものとして、次の要件 1.～11.を満たすエ
ンティティとする。
1. マシンノードなど、エージェントが稼動する場所を表現できる。
2. エージェントは動的に場に入ったり、出たりすることができる。
3. 一つの場に、複数のエージェントが入ることができる。
4. エージェントは複数の場に同時に入ることができる。
5. エージェントは同じ場に所属するすべてのエージェントにメッセージを放送で
きる。
6. 場にはエージェントがその場で実行することができる (または実行すべき) 行動を
定義できる。
7. 場にはエージェントがその場に関係して守らなければならない規則を定義できる。
8. エージェントは場から入手した情報を必要に応じて他の場でも再利用できる。
9. 場の間には包含関係などの関係を定義できる。
10. 場にはエージェントが共有できる情報を格納できる。
11. エージェントは場を動的に生成、消滅させることができる。
上記の機能要件を満たすエージェントと場を実現するためのソフトウェアアーキテク
チャは、エージェントおよび場のスクリプト記述とそれを実行するためのランタイムエン
ジンから構成される。ユーザやアプリケーションシステムとの関連も含め、アーキテク
チャの全体像を図 4.1に示す。
アプリケーションシステムは、ランタイムエンジンにロードしたエージェントと場、お
よびユーザインタフェースから構成される。ユーザは、ユーザインタフェースを介して
ユーザコマンドとしてのメッセージをランタイムエンジン上のエージェントに送信し、そ
の実行結果を得るという形態でそのアプリケーションシステムを利用する。
以降でアーキテクチャの各要素を説明し、エージェントと場による自律適応の実現手段
を提示する。
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図 4.1 アーキテクチャの全体像
4.1.1 エージェント
エージェントは、自らの状態を保持する内部変数（以降、属性と呼ぶ）とそれに対して
操作を行なうメソッドで構成される並行オブジェクトである。エージェントの状態 (属性
の値)は当該エージェント自身によってのみ直接参照でき、変更が可能であるものとする。
各エージェントの動作は、他のエージェントやユーザ（ユーザインタフェース）から受
信したメッセージにパターンマッチできるメソッド呼び出されることによって起動され
る。他のエージェントからのメッセージは、メッセージキューに入れられ、到着順に逐次
的に処理される。
エージェント間のメッセージ通信には、メッセージ送信後に相手からの返信メッセージ
を受け取るまで待ち続ける（すなわち、以降の動作を中断する）同期型メッセージと返信
メッセージを待たない非同期メッセージが行えるものとする。
さらに、エージェントの自律性を実現するため、各エージェントのプログラムはメタレ
ベルとベースレベルの 2層構造 (メタレベルアーキテクチャ)を持つ (図 4.2)。
ベースレベルプログラムでは、実現対象となるアプリケーションシステムの基本機能を
実装する。プログラムは、状態を保持する内部変数としての属性と、他のエージェントか
らのベースレベルメッセージを受け付けるインタフェースを持つメソッド（以降、外部メ
ソッドと呼ぶ）、外部メソッドから呼び出される内部処理としてのメソッド（以降、内部
メソッドと呼ぶ）とで構成される。
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図 4.2 エージェントのメタレベルアーキテクチャ
メタレベルプログラムでは、エージェントの適応行動を実装する。ベースレベルプログ
ラムと同じく、属性、外部メソッド、内部メソッドでプログラムを記述できる。さらに、
ベースレベルプログラムの実行インタプリタが特定の時点で行う処理を再定義する枠組み
（以降、メタプロトコルと呼ぶ）が与えられる。また、メタレベルプログラムの外部メソッ
ドまたは内部メソッドにおいては、システムが提供する機能として、ベースレベルプログ
ラム自体をデータとして扱い、変更する機能を呼び出すことができる。
エージェント間で通信させるメッセージもベースレベルプログラムで送受信するベース
レベルメッセージとメタレベルプログラムで送受信するメタレベルメッセージが存在す
る。メタレベルのメッセージは、ベースレベルのメッセージより優先して処理されるメッ
セージである。ベースレベルプログラムの実行制御や状況の変化への適応に関して、他の
エージェントと何らかの協調動作の実装が必要な場合に利用される。
4.1.2 場
場は、エージェントに対して以下の機能を与えるエンティティである。
1. エージェントは場に動的に入ることができ、入ることによってエージェントはその
場に所属している状態となる。エージェントは同時に複数の場に所属することもで
きる。また、一つの場に複数のエージェントが入ることができる。
2. エージェントは現在所属している場に対し、その場から動的に出ることができる。
場に入る動作と出る動作を組み合わせることにより、エージェントは場を動的に移
動できる。
3. エージェントが動作するランタイムエンジン自体もデフォルトで提供される場であ
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る（以降、これをノードと呼ぶ）。ネットワークを介して、エージェントはノード
間を移動することができる (図 4.3)。
図 4.3 エージェントのノード間の移動
4. 場には場固有のメソッドを定義できる。場固有のメソッドはエージェントのベース
レベルプログラムと同じ文法のプログラム片であり、エージェントが場に入ると、
ベースレベルプログラムにそのプログラム片が挿入され、元のベースレベルレベル
プログラムが上書きされる。したがって、エージェントは場に入ることによって、
自らのベースレベルプログラムの構成を場に適応させて変更することができる。
場固有のメソッドには、その場でのみ有効なメソッド（以降、ローカルメソッド
と呼ぶ）と場から出ても使い続けることのできるメソッド（以降、グローバルメソッ
ドと呼ぶ）が存在する。たとえば、場固有のメソッドとして methodAが定義され
ていたとする。このとき、エージェントが異なる定義の methodAを事前に持って
いたとしても、場に入った時点で、元の定義はオーバーライドされる。methodA
がローカルメソッドとして定義されている場合、場を出た時点で methodA の元
の定義が復活する。methodAがグローバルメソッドとして定義されている場合に
は、このグローバルメソッド定義がエージェントの新たな定義となる (図 4.4)。
5. 場には、エージェントが場に入るとき、その場に所属している状態で動作すると
き、その場を出るときにエージェントが満たしていなければならない条件を定義で
きる。これらの条件をエージェントが満たしているかどうかはランタイムエンジン
によってチェックされるため、エージェントはこの条件に違反する動作を行うこと
はできない。場の条件には次のものがある。
² ベースレベルプログラムの属性値に関する制約。属性に関するブール式で記述
する。場の固有メソッドの実行に関してベースレベル属性が満たすべき制約
（事前条件や事後条件など）の記述に利用する。
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図 4.4 場におけるエージェントのプログラムの獲得
² 一度に所属することができるエージェント数の上限値。
² エージェントが場を渡り歩く経路に対する制約。たとえば場 Aに入るために
は、場 Bに入っていなければならないといった制約を記述できる (図 4.5)。経
図 4.5 場を渡り歩く経路に関する制約
路に関する制約は、場の入れ子構造などの場間の関係を表現する場合に利用さ
れる。
6. エージェントは場にメッセージを放送できる。場に対してメッセージを放送するこ
とにより、その場に所属しているすべてのエージェントにそのメッセージが送信さ
れる。これによりエージェント間の協調を図る手段の一つとなる (図 4.6)。
7. 場には、場に固有の内部変数（属性）を定義できる。エージェントは、場の名前を
引数とする組み込みのメタレベルメソッドを起動することにより、これらの属性名
を知ることができ、場の名前と属性名を引数とする組み込みのメソッドを起動する
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図 4.6 場へのメッセージ放送
ことにより、その属性にアクセスできる。場の属性を介したエージェント間通信
を利用すれば、放送以外の、場を介したエージェント間協調の実現手段となる (図
4.7)。
図 4.7 場の属性を介したエージェント間通信
8. エージェントやユーザは場を動的に生成したり、削除することができる。ただし、
場の削除は、その場に所属しているエージェントが存在しない場合に、その場を生
成したエージェントまたはユーザによってのみ可能である。
4.1.3 ランタイムエンジン
ランタイムエンジンはエージェント（4.1.1節）および場（4.1.2節）のプログラムを実
行解釈する処理系である。ランタイムエンジンを起動することにより、デフォルトの場で
あるノードが生成される。起動したランタイムエンジンに対し、エージェントおよび場の
プログラムをロードすることにより、エージェントや場が生成され、アプリケーション
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システムが起動する（図 4.8）。ユーザは GUI インタフェースやWebブラウザを介して
ユーザコマンドとしてのメッセージをエージェントに送信し、その実行結果を得るという
形態でそのアプリケーションシステムを利用する。
エージェントは、いずれかのノードに必ず属していなくてはならない。場には一つの
ノード内に生成されるもの (実線の楕円)と複数ノードに跨って生成されるもの (破線の楕
円)の 2種類が存在する。
図 4.8 ランタイムエンジンおよびアプリケーション
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4.1.4 場の出入りに基づく自律適応の実現
本節では、場を用いてエージェントの自律的適応をどのようにプログラムとして実現す
るのか、その実現アプローチを簡単な例を通して提示する。自律的適応は、メタレベルプ
ログラムとして、次の 2種類の動作を組み合わせたプログラミングにより実装できる。
■場の切り替えによる適応 エージェントが現在所属している場から別の場に移動した
り、現在の場に所属しつつ新たな場にさらに所属するなど、場を動的に移ることにより、
ベースレベルプログラムを動的に変更する (図 4.9)。
図 4.9 場の切り替えによるベースレベルプログラムの動的変更
場を切り替えることによる簡単な適応例を図 4.10に示す。
図 4.10 場の切り替えによる適応例
この例では、複数の業務データを有したエージェントを複数のユーザが各自のノードで
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使いまわすことを仮定している。各ノードでこのエージェントを利用する目的や必要とす
る機能が異なる場合、エージェントのベースレベルプログラムと場固有のメソッドとを図
4.10のように切り分けることにより、エージェントは、ノードを変わった場合に、ユーザ
から求められる機能の変化に対する適応ができるようになる。
■場への巡回によるグローバルメソッド獲得 エージェントが、場を渡り歩き、場からの
グローバルメソッドを獲得することによって、ベースレベルプログラムを動的に変更する
(図 4.11)。
図 4.11 場への巡回によるグローバルメソッド獲得
グローバルメソッドを獲得することによる簡単な適応例を図 4.12に示す。この例では、
不特定のエージェント同士が協調する可能性のある環境において、あるエージェント 1が
初めて連携するエージェント 2から未知のメッセージ mAを受信したと想定する。この
とき、次のような協調動作をメタレペルプログラムとして実装することにより、未知の
メッセージに対応ができるようになる（図 4.12）。
1. エージェント 1 のメタレベルプログラムにおいて、受信したメッセージ mA が処
理できないすなわち未知のメッセージであることを検知する。
2. エージェント 1からエージェント 2に対して、メタレベルメッセージを利用して、
メッセージ mAの処理方法を問い合わせる。
3. エージェント 2は、その問い合わせメッセージの返答として、メッセージmAの処
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理が可能なグローバルメソッドが定義されている場のアドレスを返す。
4. エージェント 1は、指定された場に移動して、mAを処理できるグローバルメソッ
ドを獲得する。
5. mAを処理し、その結果をエージェント 2に送信する。
図 4.12 グローバルメソッド獲得による適応例
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4.2 ソフトウェアアーキテクチャの実装
4.1 節で提示したソフトウェアアーキテクチャが実現可能であることを示すために、
エージェントと場を記述するフレームワークを Prolog の拡張言語として設計し、その
ランタイムエンジンを実装した。この言語およびランタイムエンジンを Flage(Flexible
agent)と呼ぶ。Flageにおけるエージェントと場の記述フレームワークおよびランタイム
エンジンの概要を以降に示す。記述フレームワークの文法規則、およびランタイムエンジ
ンが提供する組み込みのメソッドやメタプロトコルなど、Flage の仕様詳細については、
付録 Bを参照のこと。
4.2.1 Flageにおけるエージェント記述
個々のエージェントは以下の形式で定義する。
agent(aid,
metaf
attribute ( attr1 = Init1; :::; attrnm = Initnm )
method ( mthd1; :::;mthdmm )
spec ( PrologClause1; :::; PrologClausetm ) g,
basef
attribute ( attrnm+1 = Initnm+1; :::; attrnb = Initnb )
method ( mthdmm+1; :::;mthdmb )
spec ( PrologClausetm+1; :::; PrologClausetb ) g
)
aidは当該エージェントの識別子である。meta{ : : : }はメタレベルプログラムの定義部
であり、base{ : : : }はベースレベルプログラムの定義部である。
attribute( : : : )では、各レベルでの属性を定義する。attri は属性名、Initi はその
初期値である。メソッドの定義においては、属性 Attrに現時点で保持されている値を参
照するには"$Attr"と記述し、属性 Attrそのものを表すには"Attr"と記述する。
method( : : : )はメソッドの定義部である。本定義部におけるmthdi は、次の形式のメ
ソッドの定義である。
Method :: ( SubMethod 1;
SubMethod 2;
...
SubMethod n )
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左辺の Methodは外部メソッドのパターン (#Termの形の項)、または内部メソッドの呼
び出しパターン (#が頭についていない項)である。
右辺は Method の処理手続き本体で，SubMethod 1 から SubMethod n の順番で逐次
的に実行される．各 SubMethod i(1 · i · n) は，属性やパラメタ（prolog 変数）への
代入、メッセージ送信、if文、内部メソッド呼び出し、のいずれかである。繰り返しはメ
ソッドの再帰呼び出しで表現する。
spec( : : : )は、値を計算するための、副作用のない関数を prologプログラムで定義す
る。関数を表現したゴールは、spec内でトップレベル述語となる二引数以上のゴールで
あり、もっとも右の引数を除いて入力とし、もっとも右の引数を出力とする。したがっ
て、関数は一つ以上の引数をもたなくてはならない。ゴールが失敗した場合、エラー値
(error)を返す。
関数呼び出しはメソッド本体部の以下の箇所で行なわれる。
² 属性またはパラメタへの代入文の右辺
² if 文の条件部
関数の計算では、まず、ゴール引数内の属性値の参照式$attrが属性値に変換され、そ
の後、spec部の prologプログラムのゴールが呼び出される。計算は関数呼び出しの項に
対し、最内最左戦略で行なわれる。
メタレベルプログラムとベースレベルプログラムともに属性、メソッド、関数の定義の
構成となっているが、メタレベルプログラムにおいてはさらにベースレベルプログラムの
実行制御を行うメタプロトコルを定義できる。ただし、メタプロトコルは特殊な文法の式
で記述するのではなく、ランタイムエンジンが提供する所定のインタフェースを実装する
内部メソッドの形で記述する。
エージェント（agent1）のプログラム例を図 4.13に示す。
図中 1行目の agent1 がエージェントの識別子である。図の 2行目から始まるメタレベ
ルのプログラム定義では、attributeや specは省略されている。メソッド定義部におけ
る exec_message(Sender,Msg)(3～6 行目) はメタプロトコルの一つであり、ベースレ
ベルメッセージをメッセージキューから取り出した後の処理を再定義する。この例では、
know(Msg,Result) で Msg が自分のベースレベル定義で処理できるかどうかを判定し、
処理できなければ、送信元のエージェント Senderに未知メッセージである旨のメタレベ
ルメッセージを送信し (Sender <= m(meta,unknown(Msg)))、処理できるならば自分の
中で実行する (interpret(Msg,_))、という処理を定義している。これは、4.1.4節で与
えたグローバルメソッドの適応例 (図 4.12) における処理 1，2の実装例となっている。
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図 4.13 エージェントのプログラム例
8行目から始まるベースレベル定義では、属性 stateを初期値を 2と定義している。
ベースレベルのメソッドとしては、#comm(Num)、change_state(Num)を定義してい
る。先頭に#印がつくメソッドは、エージェント間の通信インタフェースとなる外部メ
ソッドである。この例では#comm(Num) が外部メソッドとなり、他のエージェントから
送信された comm(Num) の形式のベースレベルメッセージを処理することが可能である。
#の付かないメソッドはエージェント内部で呼び出される内部メソッドである。
たとえば、comm(2)というメッセージを受信すると、内部メソッド change_state(2)
が呼び出される（11 行目）。change_state(2)では、spec部の関数 plusを呼び出す。
この関数の計算結果である 4 は属性 state に格納される（14 行目）。関数 plus は図の
15行目にあるように plus(X,Y,Z)という prolog 節で定義される。X,Yを入力とし、そ
の和を Zに返すプログラムである。ただし、関数の呼び出しは、14行目にあるように、最
後の引数を除いた plus(X,Y)の形式で行なわれる。
change_state(2)の実行後、属性 stateの現在の値を comm(4) という形式でユーザ
に表示する（12行目）。
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4.2.2 Flageにおける場の記述
場の定義は以下の形式の項で表現する。
field(¯d,
enter EnterCondition & always AlwaysCondition & exit ExitCondition
where PrologClauses,
f global(
attribute ( attr1 = Init1; :::; attrag = Initag )
method ( mthd1; :::;mthdmg )
spec ( PrologClause1; :::; P rologClausepg ) ),
local(
attribute ( attrag+1 = Initag+1; :::; attragl = Initagl )
method ( mthdmg+1; :::;mthdmgl )
spec ( PrologClausepg+1; :::; PrologClausepgl ) ) g,
field attribute (
(fattr1 = Finit1 j read read permit1, write write permit1, read write proc1),
(fattr2 = Finit2 j read read permit2, write write permit2, read write proc2),
...)
)
¯dは場の識別子である。
enter EnterConditionでは場に入るためにエージェントが守らなくてはならない条件
を定義する。EnterConditionは次のいずれかのブール式、またはそれらを論理演算子で
結合したブール式である。
² エージェントのベースレベルプログラムの属性に関するブール式
² 一度に所属できるエージェント数の上限値に関するブール関数（現在のエージェン
ト数が上限値よりも小さければ trueを返し、そうでなければ falseを返す）
² エージェントが現在所属している場のリストに関するブール式（エージェントがこ
の場に入るために必要な、現在所属している場のリストに関する条件）
always AlwaysCondition では場に所属しているエージェントが守らなくてはならな
い条件を定義する。AlwaysCondition はエージェントのベースレベルプログラムの属性
に関するブール式である。
exit ExitConditionでは場を出るためにエージェントが守らなくてはならない条件を
定義する。ExitConditionは次のいずれかのブール式、またはそれらを論理演算子で結合
したブール式である。
² エージェントのベースレベルプログラムの属性に関するブール式
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² エージェントが現在所属している場のリストに関するブール式（エージェントがこ
の場を出るために必要な、現在所属している場のリストに関する条件）
where PrologClausesは以上の３つの条件式の中で利用する関数の定義（エージェント
定義の specと同じ文法の prolog節の集合)である。
global( : : : )では場固有のグローバルメソッドを定義し、local( : : : )では場固有の
ローカルメソッドを定義する。ともにエージェントのベースレベル定義と同じ文法の式で
ある。
field_attribute( : : : )では場固有の属性を定義する。fattri = Finiti は場の属性
と初期値を指定している。
read permiti では場に所属していないエージェントがその属性値を参照できるかどう
かの許可を指定し、write permiti では場に所属していないエージェントがその属性の値
を更新できるかどうかの許可を指定する。
read write proci ではその属性の読み込みおよび書き込みの手続きを定義する。
read write proci を省略した場合は、ランタイムエンジンが提供する手続きが利用さ
れる。
場 (field_A)のプログラム例を図 4.14に示す。
図 4.14 場のプログラム例
図中 1行目の field_A が場の識別子である。
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2 行目の enter から始まる定義文は場の制約である。この例では、エージェントが場
field_A に入るには、ベースレベルに attrAという属性を持ち、かつその値が正でなけ
ればならない、ということを定義している。
場のグローバルメソッドを global で始まる定義文 (3～8行目)で定義している。ここ
で定義されている#g_proc(A)は Prolog の数 A を属性 attrA で割った計算結果をユー
ザに提示する処理を行う外部メソッドである。
ローカルメソッドは localで始まる定義文 (9～15行目)で定義している。ここで定義
されている#l_proc(A) は、エージェント自らの識別子と場の属性 test1に格納されて
いる識別子リストをユーザに提示する処理と識別子リストにエージェント自らの識別子を
追加する処理を行う外部メソッドである。
16行目で、場の属性として、test1を定義している。初期値は []である。read、write
文において両方とも publicを指定することにより、エージェントは場の外からでも読み
込んだり、書き込むことができる設定となっている。
4.2.3 Flageの処理系
Flage処理系の機能構成を図 4.15に示す。
図 4.15 Flage処理系の構成
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² Flageランタイムエンジンが Flage処理系の中核機能である。これを起動すること
により、ノードが生成される。エージェントと場のプログラムファイルを Flage ラ
ンタイムエンジンに読み込ませることにより、エージェントと場がノード上に生成
される。Flage ランタイムエンジンは以下の構成となっている。
{ エージェントデータベース (図 4.15 のエージェント) がノード上のすべての
エージェントとその状態を保持・管理している。
{ 場のデータベース (図 4.15の場) において、生成された場およびその状態を保
持・管理している。
{ Flage のランタイムエンジン は各エージェントのプログラムをスケジューラ
を用いて並行に実行する。この実行により、エージェントデータベースと場の
データベースの状態が更新される。
² ネットワークハンドラはノードを跨ったエージェント間通信やエージェントの移動
などのプログラミング機能を実現する。TCP/IPのソケットによる通信と SMTP
プロトコルによる通信をサポートしている。一つのネットワークハンドラーを複数
の Flage処理系で共用することもできる。
² GUI インタフェースは Flage プログラムとWeb ブラウザまたは Tcl/TK プログ
ラムによる GUIを仲介する機能である。これを利用することにより、Webブラウ
ザまたは Tcl/TK の GUI パネルによる Flage アプリケーションのユーザインタ
フェースを実装することができる。図 4.16 はWebブラウザベースの Flage ユー
ザインタフェースのトップ画面である。
ユーザはここから Flageプログラムをロードしたり、エージェントにメッセージを
送信することができる。エージェントからユーザへのメッセージは出力ウィンドウ
に表示される。
Flageランタイムエンジン、エージェントデータベース、場のデータベースは Quintus
Prolog で実装し、ネットワークハンドラーと GUI インタフェースは Java で実装して
いる。
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図 4.16 Web ブラウザを利用した Flageのユーザインタフェース
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4.3 アプリケーション
本節では、2.1節で示したようなソフトウェアシステムの局所的状況が自然にモデル化
でき、場の定義と場の出入りの動作の実装により、その状況の変化に対する適応メカニズ
ムを実現できるアプリケーションを示す。アプリケーションとしては、すでに Flageで実
装済みのものに加え、将来的なアプリケーションの提案も行う。
4.3.1 イントラネット上のグループウェア
局所的な対象 (場所)とその場所を移動する実行エンティティによるシステムを自然に
モデル化できる例として、イントラネットにおける各組織やプロジェクトチームにおける
グループウェアを示す。本システムは、社員が会社、組織、プロジェクトチームごとの業
務遂行に必要となる様々な共有情報に対し、その閲覧や登録などの諸機能を一括して提供
するシステムである。Flageでは、社員をエージェントとしてモデル化し、企業の組織や
チームを場としてモデル化することで、本システムを実現できる (図 4.17)。
図 4.17 Flageによるグループウェアのモデル化
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■社員エージェント 社員エージェントは社員の代理として様々なグループウェア機能
を実行し、社員に必要な情報を提示する。社員はWebブラウザを通して自分の社員エー
ジェントにアクセスし、会議室予約情報の閲覧や予約、部内の共有情報の検索・閲覧、プ
ロジェクトの共有情報の更新等を社員エージェントに依頼する。社員エージェントは、社
員からの依頼を受けて、これらの情報の取得結果を社員に提示したり、情報の更新を行う。
■社員エージェントが所属する場 社員エージェントが持つべきグループウェア機能やア
クセスできるデータはその社員の所属部署、役職、従事しているプロジェクトなどによっ
て様々である。こうした社員が持つ局所的属性とそれに対応したグループウェア機能をそ
れぞれ場としてモデル化する。
社員の場 すべての社員エージェントが共通して持つべき基本機能（全社的なグループ
ウェア機能）を提供する場である。
ビルの場 会議室の予約情報の閲覧や予約など、各事業所のビルに関連した機能を提供す
る場である。
所属部署の場 部や課などの所属部署をモデル化した場であり、営業情報など部内の共有
情報を閲覧したり、更新する機能を提供する。
役職の場 経営者、管理職、人事、営業など社員の役職ごとに必要な情報にアクセスし、
更新をする機能を提供する。
プロジェクトの場 プロジェクトの進捗状況や成果物を管理・更新するための機能を提供
する場である。
すべての社員は所定のビルにある部署に所属するため、社員エージェントは複数の場に
属することになる。したがって、社員エージェントは自らの局所的属性に応じて、複数の
グループウェア機能を持ち、その機能構成はその属性内容に応じてそれぞれ異なることに
なる。たとえば、部 1に所属する社員エージェントは、セクション１としての機能、東京
本社としての機能、社員としての機能を有する。
これらの場にはいくつかの包含関係を定義する。以下にその例を示す。
² ビル、所属部署、役職、プロジェクトの各場に入るためには、社員エージェントは
社員の場に入っていなければならない。言い換えれば、これらの各場に入っている
社員エージェントは、社員の場の機能を有している。
² セクション１の場に入るためには、東京本社の場に入っていなければならない。ま
た、東京本社の場を出るには、セクション１の場から出ていなければならない。言
い換えれば、セクション１の場に入っている社員エージェントは、東京本社の場の
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機能を有しており、東京本社の場を出ている社員エージェントはセクション１の場
の機能は持ち得ない。
こうした場の関係は現在の場の所属や移動パスに関する制約 (場の制約)ですべて表現
することができる。
図 4.18はこのグループウェアのプロトタイプシステムの全体モニタである。システム
内の各エージェントがどの場に属しているかを映し出している。 また、図 4.19は各エー
ジェントの機能構成を表示するモニタである。各エージェントが所属している場によって
機能構成は決定される。これらのモニタが表示している情報はシステム内のエージェント
と場の関係のみであり、エージェントや場を集中管理しているわけではない。
図 4.18 全体モニタ
このシステムは人事異動や組織変更に伴って変更が必要となる。こうした変更はしばし
ば発生しかつ事前に予測不可能である。このシステムでは各エージェントの変更後の所属
(行き先) のリストをメタレベルメッセージで社員の場にブロードキャストする。新たな
組織やグループができる場合はブロードキャストの前に対応する場を生成する。放送後、
各エージェントはメッセージを受取り、自分の行き先に自律的に移動する。たとえば、あ
る社員が本社のセクション２から支社のセクション４に異動したとする (図 4.20)。
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図 4.19 エージェントモニタ
図 4.20 Flageアプリケーション上の移動と実世界の移動
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この社員エージェントの目的地はセクション４のグループの場となる。エージェントは
まず本社の場を抜け、セクション４の場に入ろうと試みる。まず、支社の場があるサーバ
ノードに移動し、場の間の関係にしたがって、支社の場に入り、最後にセクション４の場
に入る。このとき、このエージェントは支社やセクション４で必要となグループウェア機
能をすでに持っていることになる。この移動は実際の社員が東京本社から大阪支社に移動
している間に行われる。図 4.21は社員エージェント（社員 05）が移動した様子を示して
いる。図 4.21では社員エージェント（社員 05）は大阪支社のセクション４に入り、さら
にプロジェクト Aの場にも入っている。
図 4.21 社員エージェント（社員 05）の移動結果 (全体モニタ)
この移動に伴い、社員エージェント（社員 05）の持つ機能構成も変更されている (図
4.22中の左端中央)。特にプロジェクト Aの場に入ることにより、移動前 (図 4.19)には
存在しなかった進捗管理機能の追加も行われている。右下のウィンドウはこの機能の実行
結果を表示している。
このように各エージェントは場の関係にしたがって移動し、人事異動に適応して自らの
機能構成を変更させる。
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図 4.22 社員エージェント５の移動結果 (エージェントモニタ)
4.3.2 スプレッドシート、コンテンツブラウザ
エージェントが場からベースレベルメソッドを獲得し、自らのアプリケーション機能を
変える機能を利用し、ユーザの機能要求の変化に自律的に適応するクライアントアプリ
ケーションの例を示す。
柔らかなスプレッドシート
オフィスで作成・利用するスプレッドシートはその利用目的や利用形態によって多種多
様である。さらにスプレッドシートは単にグラフィカルな表組みデータだけでなく、表内
のデータに対して何らかの処理を行う関数やマクロが付加されている場合もある。新たな
業務や業務変更などに伴い、シートの作成やシートの変更が必要になる場合も多いが、こ
うした機能をシートに付加させる場合、専用のスクリプト言語でプログラミングを行わな
ければならない。こうした新規機能の必要性は、スプレッドシートシステムにとっては、
ユーザやグループによる利用という局所的状況の変化が生じたと考えることができる。
一方、新たなシートの作成や変更の必要性から、スプレッドシートやマクロの雛形が何
60
らかの形で作成され、Webサイトなどで公開される場合も多い。組織によって用意され
るシートもあれば、Excel[105] などのアプリケーション解説書籍において CD や専用の
Webサイトで公開されたり、個人が自らのWebサイト上で公開している場合もある。こ
れらのシートやマクロの雛形はその作者（個人または組織）が何らかの目的で作成され
たものであり、その作者の利用に依存した局所的状況の中から生まれたものとも考えら
れる。
こうした点に着目し、ユーザからの新たな機能要求または機能の要求変更に自律的に適
応する柔らかなスプレッドシートを開発した。
柔らかなスプレッドシートは、ユーザが提示した機能要求情報（機能名や引数情報など
の情報や実行例で表現したもの）に基づき、Flageシステム上で公開されているスプレッ
ドシートの雛形機能の場を渡り歩き、その要求を満たすプログラムを自動的に探索する。
そのため、マクロなどのプログラミングの知識のないエンドユーザでも変更できる機会を
多く与える。しかも、スプレッドシート自身が探索および獲得を行うため、データが入っ
た利用中のシートに対し、インクリメンタルに機能の追加や変更を自動で行うことがで
きる。
柔らかなスプレッドシートは以下のように構成される．
■スプレッドシートエージェント 一つの Flage エージェントで一つのスプレッドシー
トを実現する．このエージェントをスプレットシートエージェント (または SSエージェ
ント)と呼ぶ。ベースレベルプログラムには，データを保持する２つの属性と表操作の基
本機能を実現するメソッドを初期定義として与える。属性としては、表データを保存する
バックアップ用の属性と作業中の表データを保持する作業領域用の属性を用意する。両方
とも (Col, Row, Data)の三つ組みデータのリストである。Colと Rowは表の位置（すな
わち行と列）を表す整数であり、Dataは表における (Col、Row)の位置にあるセルに記入
されている文字列である。これらの属性にアクセスする内部メソッドもベースレベルプロ
グラムに定義する。SSエージェントはユーザインタフェースウィンドウ（4.23）*1を持つ。
ウィンドウはユーザが SS エージェントにメッセージを送るもの（Metalevel Input、
Baselevel Input）とその結果を表するもの（Metalevel Output、Baselevel Output）
から構成される。
■表機能の場 表機能の場の固有メソッドは、シートを操作するオプション機能を実現す
るグローバルメソッドである。これらは、SSエージェントの作業領域用属性にアクセス
し、その属性値 (作業中の表データ)を計算するプログラムである。これらのプログラム
*1 現在このインタフェースは Tcl/Tkでインプリメントされている
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図 4.23 SSエージェントのインタフェースウィンドウ
は以下のコーディング規則を遵守するものとする。
コーディング規則 1 作業領域属性へのアクセスには SSエージェントで予め提供された
APIを利用しなければならない。
コーディング規則 2 データの入力には入力パラメータと作業領域属性のアクセス以外の
外部入力はないものとする。すなわち、ファイルや他のエージェントからの受信に
よるデータ入力はないものと仮定する。
また、場にはその表記能を記述したドキュメント情報も提供する。この場には、SSエー
ジェントのみが入ることができる*2。
■表機能情報の場 表機能の場に関する情報を集めた場である。表機能の場ごとに、そこ
で公開されているグローバルメソッドのインタフェース情報やそのメソッドの利用目的や
用途などの情報、他の表機能情報の場へのリンク情報が格納されている。これらの情報は
場の属性として定義されている。
SSエージェントは新たな計算機能や従来の機能では扱えなかったデータ処理を利用者
から要求された場合、表機能情報の場から表機能の場に関する情報を取得し、該当候補と
なるグローバルメソッドが格納されている場に移動し、それを獲得する。
*2 正確には SSエージェントが持つべき 2つの属性を有し、それら属性のデータ構造が (Col, Row, Data)
を要素とするリストであるエージェントのみがこの場に入ることができる。
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従来機能で扱えなかったデータ処理が要求された場合の適応メカニズムの具体例を図
4.24に示す。
1. ユーザが図 4.23の Baselevel Input 内のウィンドウを用いて、SSエージェント
に機能変更を要求する。例として、整数データが入った表を並べ替える従来のソー
トプログラムに対し、整数以外のデータが入った表に対しても並べ替えることがで
きるソートプログラムを要求する。ここで従来の機能名を sortとする。ユーザは
機能名のパターン（例えば、*sort）を Text Input に入力し、Example で指定
した二つのセル範囲に実行前の状態の例と実行後の状態の例のデータを入力する
Searchボタンを押すと、この要求はメタレベルメッセージとして SSエージェン
トに送信される。
2. SSエージェントは、現在の利用ノードにある表機能情報の場に入り、ここに格納
されている表機能の場のグローバルメソッドに関する情報を参照し、該当するメ
ソッド名または引数のデータタイプが一致するメソッドを持っている表機能の場を
探索する。該当するメソッドが存在しない場合、他の表機能情報の場へのリンクを
たどり、候補となるメソッドのある表機能の場を探索する。
3. 候補のメソッドが提供されている表記能の場に入り、その場のメソッドを獲得す
る。候補のメソッドが、SSエージェントのベースレベルとして守るべきコーディ
ング規則 1 および 2 を遵守しているかどうかのチェックを行う。さらに SS エー
ジェントは実行前の状態例を使って獲得したメソッドの模擬実行を行なう。規則の
遵守が確認され、結果が実行後の状態例と一致した場合、その場のグローバルメ
ソッドを保持して出て、探索を終了する。規則の遵守の違反が見つかったり、結果
が一致しなかった場合、その場を出た後に、その場のメソッドはすべて消去し、他
の候補の場を探索する。
4. 探索を終了するか、必要な機能が見つからなかった場合、元のノードに戻る。メ
ソッドを獲得した場合、獲得した場に関するドキュメント情報をユーザに提示し、
ユーザの意図にあったメソッドであるかどうかの確認を求める。ユーザの意図とは
異なるメソッドの場合、他の表機能情報の場へのリンクをたどり、再び探索を始め
ることもできる。従来のベースレベルプログラムと獲得したベースレベルプログラ
ム間の名前の衝突を避けるために、獲得先の場の名前に基づいて、獲得してきた
ベースレベルプログラムのための名前空間を生成する*3。獲得したベースレベルプ
ログラムはこの名前空間を利用して呼び出される。
*3 場の名前は唯一であることは処理系によって保証されている。
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図 4.24 SSエージェントの適応メカニズム例
以上の適応メカニズムは SS エージェントのメタレベルのプログラミングで実現でき
る。すなわち、場への出入り、場の属性への参照、獲得したグローバルメソッドに対する
様々な操作の組み合わせによって実装が可能である。
このような適応方法では、公開される表機能の場や公開メソッドの数が増えれば，SS
エージェントの適応範囲が広がる一方で，すばやく妥当な探索手法が必要となる。特にラ
イブラリやレポジトリを集中管理できない分散環境においては、新たな探索の方法を開発
する必要がある。こうした課題に対し、ユーザが要求する新たな機能や機能変更のパター
ンを整理し、さらに、表機能情報の場に格納する情報をシソーラスとして与えることによ
り、メソッドの探索戦略を与える枠組みも提案している [85]。
柔らかなコンテンツブラウザ
Webブラウザのように、ネットワーク上に散在したデータを閲覧するブラウザエージェ
ントを Flageで作成する。データは HTMLや XMLのように機械的に処理できる形式で
書かれたテキストデータであり、ブラウザはそのデータ形式を解釈してグラフィカルに表
示する。ブラウザエージェントはエージェント本体と GUI パネルから構成される。ブラ
ウザエージェントの基本機能とその機能を実現するためのエージェントの動作を図 4.25
で説明する。
1. ユーザがネットワーク内の指定されたアドレス (サーバ上のノードと場の名前) お
よびデータ名をブラウザエージェントに送信すると、そのエージェントはその場に
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図 4.25 柔らかなコンテンツブラウザの動作
移動、場の属性に保持したデータおよびそのデータに対する閲覧プログラム（場の
グローバルメソッド）を獲得して自分のクライアントマシンに戻り、そのデータを
グラフィカルに表示する (図 4.25のアクション 1)。表示プログラム自体も動的に
取得するため、Webブラウザの場合とは異なり、そのデータは HTMLのような統
一的なフォーマットで記述されている必要はない。
図 4.26 はプロトタイプの GUI パネルである。Message Window の上部の入力
ウィンドウに flage://nodeA/fieldA/dataA と入力すると、ブラウザエージェ
ントはノード nodeAに移動し、場 fieldAに入って場のメソッドを獲得し、さらに
属性 dataAからデータを獲得する。パネルの下半分が表示結果である。
2. 場のプログラムは特定のフォーマット形式のデータを解釈・表示するためのプログ
ラムである。ブラウザエージェントが自分のクライアントマシンに戻り、獲得した
データを表示するときにこのプログラムを実行する。これは従来のWWWに見ら
れるダウンロード型の計算と機能的には同じ実行形態である。ただし、データの形
式は HTMLのように一つの形式で統一されている必要はないし、アプレットのよ
うに自由な表示形態を実装できる。また、このデータをテンプレートデータとして
自分のマシンノードにデータファイルとして管理し、独自のデータを入力し、再利
用することも可能である。
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図 4.26 柔らかなコンテンツブラウザの GUIパネル
3. 獲得したデータおよび場のプログラムを使って、個人の独自データを作成し、自ら
のマシンノード内の場に公開できる (図 4.25 のアクション 2)。この操作により、
サーバ、クライアントの区別なくデータを流通させることができるようになる。同
様にある特定のデータフォーマットに対し、データ表示やデータ加工のための追加
機能プログラムを独自に作成し、それを場のメソッドとして公開できる。
4. ブラウザエージェントは、データだけでなく、データ表示やデータ加工のためのオ
プション機能を実現するプログラムを必要に応じて自律的に探索し、追加獲得でき
る (図 4.25のアクション 3)。この探索検査は移動先のノードで行われ、必要なデー
タやプログラムのみを取得するため、不必要なデータやプログラムが自分のノード
にダウンロードされることを回避できる。
こうした機能を持つブラウザエージェントの特長を以下にあげる。
1. ネットワーク上に散在するさまざまな形式のデータに対し、その表示プログラムも
合わせて場に置き、ブラウザがそこに入ることによって、ブラウザにとって未知の
データ形式に対しても表示処理が可能となる。
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2. 表示中のデータ処理に関して、ユーザから新たな要求や要求の変化が起こった場合
でも、ブラウザ自身で機能部品を探索獲得し、適応できる。
3. ブラウザは相互に通信可能なエージェントで実装しているため、ブラウザエージェ
ントが自律的に協調を行なうといった機能も実装できる。
4.3.3 ワークフロー管理システム
ワークフロー管理システムは企業内の書類による事務的な手続きを電子化し、書類の処
理手続きや管理を支援するシステムである。基本的なワークフロー処理は事務手続きでや
りとりされる書類 (書類)、事務手続きを行う人の役割 (役割)、各役割が行う処理内容 (処
理)、書類の流れ (フロー)によってモデル化できる。Flageでは、書類をエージェントで
モデル化し、役割とその処理を場および場のメソッドでモデル化することで自然なモデル
化ができる。フローはエージェントが場を渡り歩くルートで表現される。エージェントは
ルート情報を与えられるとそれに従って各役割の場に行き、必要な処理を行う。Flageに
よるワークフローのモデル化の例をイメージとして図 4.27に示す。
図 4.27 Flageによるワークフローのモデル化
各役割の場には、エージェントがその場に入るために必要な制約と出るために必要な制
約が与えられている。書類のデータが予め決められた書式で保持されていてかつ必要な
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データ項目が正しく記入されているかどうかなどの条件が場の制約として定義される。
さらに、各役割の場には、書類に対して役割ごとに独自に定義できる処理手続きの場を
付加できる。具体的には役割の場に入るための制約の一つとして独自処理の場に入ってい
なければならないことと、役割の場を出る制約の一つとして独自処理の場を出ていなけれ
ばならないことを役割の場の制約として定義し、役割の場と独自処理の場を関連づける。
独自処理の場の変更は役割の場の変更を必要としないため、独自処理の内容は役割の場の
制約を満たす条件さえ守れば、役割の担当者の要求に応じて個別に自由に変更することが
可能となる。
また、各書類は移動プログラムをコーディングしたエージェントで実装されているた
め、その運搬経路 (ルーティング)は自在にプログラミング可能である。たとえば順不同
で回覧する書類を運ぶエージェントは、各回覧先担当者のスケジュールデータから回覧順
序を定めるような動的なルーティングも組み込む移動プログラムによってプログラミング
可能である。各役割の場を各担当者のパーソナルコンピュータなど別々のマシン上で実現
することもできるため、ワークフロー処理をネットワーク上で分散処理することが可能で
ある。
4.3.4 ウェアラブルコンピューティング
ウェアラブルコンピュータは、ハンドフリーオペレーションができるように設計された
身体に装着できる携帯型コンピュータである。無線 LANによって、ネットワークシステ
ムのクライアントマシンとして動作する場合もある。こうしたコンピュータシステムの応
用として、ビル内に設置されている機器のメンテナンス支援が考えられている。たとえ
ば、ルータなどのネットワーク機器やコンピュータ周辺機器の導入や交換、修理などの作
業を行う際に、必要なデータのアクセスやソフトウェアツールの利用を、作業者が装着し
ているウェアラブルコンピュータ上で行えるようにし、作業支援を実現する研究が行われ
ている [78]。こうした作業支援を実現するシステムを構築するには、以下の制約を配慮す
る必要がある。
² ウェアラブルコンピュータはその物理的制約からシンクライアントにならざるを得
ない。
² 保守する機器、置かれている場所、作業内容によって必要なデータやソフトウェア
がすべて異なる可能性がある。
² 作業場所で稼働するウェアラブルコンピュータとネットワークの間でバンド幅に余
裕のある通信が期待できず、通信が切断される場合もありうる。
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Flage による支援システムのイメージを図 4.28 に示す。現実世界のビルおよび部屋を
ビル内ネットワークにおける Flageアプリケーションサーバ上の仮想的なビルおよび部屋
の場としてモデル化する。保守を行う機器が設置されている部屋の場の中には、その機器
の保守作業の場を作成する。この場にはその機器の保守に必要なプログラムやデータを置
く。また、ビル内の機器を保守する作業員をエージェント（これを作業者エージェントと
呼ぶ）としてモデル化し、携帯コンピュータ上で作業エージェントが作業者を支援するた
めの場を用意する。
実際の作業員がビル内のある機器を保守するためにその機器の場所に行き、保守作業を
行う場合 (黒線のアクション 1)、作業者エージェントはサーバ上の対応する部屋の場に移
動し (青線のアクション 2)、保守対象の機器の場に入って必要なデータ、プログラムを獲
得した後、作業者が身につけている携帯コンピュータに無線 LAN を通じて移動する (青
線のアクション 3)。そして、作業に必要なデータを作業者に提供し、支援ツールとして機
能する。
作業員が別の部屋に設置されている機器の保守作業に移行するとき (黒線のアクション
4)は、作業者エージェントは携帯コンピュータからビル内ネットワーク上のビル内の部屋
の場に戻り、次の部屋の場に移動する (青線のアクション 5)。そして必要な機器のデータ
やツール機能を獲得した後、再び作業者の携帯コンピュータに移動し、次の保守作業を支
援する (青線のアクション 6)。
Flageでこのように構成した支援システムの特長を以下にあげる。
² 作業に必要となる携帯コンピュータ上のデータおよびプログラムは作業者エージェ
ントがネットワークから運び、管理するため、携帯コンピュータ上に搭載するデー
タおよびプログラムを作業毎に動的に変更できる。
² 作業者エージェントは複数の場からプログラムを獲得し、各自の作業手順に応じた
プログラム構成を編成することも可能である。場でモデル化されている作業や利用
する機能の間に依存性がある場合、それらの依存性を各作業の場の関係で表現する
ことが可能である。
² 作業者エージェントはサーバとの接続なしでは動作しないクライアントプログラ
ムではなく、独立したツールとして機能することが可能である。したがってビル内
ネットワークとの通信が一時的に途絶えても携帯コンピュータ上で独立して動作で
きる。
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図 4.28 Flageによるウェアラブルコンピューティング
4.4 関連研究
並行/分散オブジェクト指向技術の研究は、ソフトウェアが相互に通信を行いながら並行
に稼動する分散システムをモデル化・構築する技術として、1980代半ばから始まり、Actor
モデル [5]に代表される計算モデルや数多くのプログラミング言語 [7, 12, 8, 11, 9, 10, 13]、
ミドルウェア [14, 15, 16]が開発されてきた。
一方で、ソフトウェアの自己制御を実現する技術として、リフレクション（自己反映計
算機構）が研究されている [17, 18, 77, 23]。リフレクションとは、プログラムコードやそ
の解釈・実行の方法をプログラム自身が実行時に制御・変更するための計算機構である。
プログラムコードやプログラムの解釈・実行機構を自ら制御・変更するためには、その制
御・変更自体を定義するメタレベルの表現が必要となる。こうしたメタレベルのプログラ
ム記述の機能は、Lispや Prologなどの記号処理向けのプログラミング言語には導入され
てきたが、リフレクションをモデル化するための構造を有しているわけではなかった。通
常のアプリケーションをベースレベルとし、ベースレベルの解釈実行の制御やプログラム
修正を行う部分をメタレベル、さらにはメタレベルの解釈実行の制御やプログラム修正を
行う部分をメタメタレベルとするというように、ソフトウェアを階層構造化することによ
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り、リフレクションをモデル化できる。こうした構造はリフレクティブタワー [18, 19]と
呼ばれ、無限の階層構造をモデル化することが可能となっている。
このようなリフレクションを導入したオブジェクト指向言語に対しても様々な研究が行
われている [20, 21, 22, 24, 27, 28]。並行オブジェクト指向言語においては、個々の並行
オブジェクトがメタレベルを持つタイプのリフレクション [21] に加え、複数の並行オブ
ジェクトで構成される系を扱うことのできるリフレクションのアーキテクチャー（グルー
プワイドアーキテクチャ）が提案されている [26]。しかしながら、これらの研究はソフト
ウェアに具備させる自己制御の記述の枠組みを与えているものの、ソフトウェアを取り巻
く状況の変化に対応する具体的な実現手段を与えている研究は少ない。ABCL/R2[25] は
グループワイドアーキテクチャにより、オブジェクトの稼動する環境をモデル化し、環境
の変化に適応するリフレクションを導入した言語であるが、計算資源の管理と効率的な利
用に主な焦点を当てている。これらの言語は場所のような局所的な対象の記述やその変化
に対する適応のための具体的なプログラミング機能を提供しているわけではない。
この他にシステムの動的な適応を実現する技術として、AOP(Aspect Oriented Pro-
gramming) における aspect の織り込み (weaving) をシステム稼動時に動的に行える
Dynamic AOPの研究 [52, 49, 54, 53, 55, 74]やアプリケーションを構成するコンポーネ
ントのコンフィギュレーションを自動的に行うミドルウェアの研究 [56, 57, 58]など、モ
ジュール単位でシステム構成を動的に変更させる研究も行われている。
Dynamic AOPの研究では、横断的な関心事をモジュール化した aspectをシステム動
作時に動的に切り替えるメカニズムとその応用の研究例が報告されている。これらの研究
が対象としているシステムの適応の範囲は、開発時に設計された aspectの範囲に留まっ
ており、開発時に想定できなかった変化に対し、ソフトウェアシステム自体がどのように
適応すべきかといった点への考慮はなされていない。これに対し、Flageでは、他のエー
ジェントからの未知のメッセージに対する要求にも対応できるメカニズムを実装できるな
ど、開発時に想定できなかった変化への対応も可能となっている。
また、コンポーネントのコンフィギュレーションを自動的に再構成するミドルウェアの
研究は、いずれの研究もコンポーネントの動的な追加・削除・入れ替えなどの基本メカニ
ズムを提供しているに留まっている。実行環境の変化に対する適応方法を指定できるミド
ルウェアも提案されている [56]が、その適応方法はある条件を満たしたら、指定したコン
ポーネントを入れ替えるといったルール形式のものである。その表現能力は Flageと比較
してきわめて限定的であり、ソフトウェアシステムが自分自身で環境の変化を理解し、適
応方法を策定して、適応を行うこと、すなわち自律的適応の具体的な手段を与えるという
本論文の目標に直接に答えるものにはなっていない。
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場所を明示的に記述する分散システムの実装技術としては、モバイルエージェント
がある。モバイルエージェントは、プログラム実行時にネットワークを介して複数の計
算機の間を渡り歩き、移動後も処理を継続できるプログラムである。モバイルエージェ
ントの研究は、1990 年代の中ごろに Telescript[29] の発表や Java の出現を契機に活発
化し、これまでに数多くのモバイルエージェントプラットフォームが開発されている
[29, 32, 30, 33, 34, 35, 36, 37, 130]。
モバイルエージェントによって、分散システムの様々な状況に応じた柔軟性を実現する
ことが可能となる。たとえば、計算機間のネットワーク性能がボトルネックとなるシステ
ムの場合、通信を行う一方のプログラムがネットワークの状況に応じて他方のプログラム
上の計算機に移動し、同一計算機上で通信を行うことにより、計算機間のネットワーク性
能によるボトルネックを軽減することができる。また、移動が成功すれば、移動前の計算
機やネットワークがダウンしていても処理を継続実行できる。さらに、計算機の負荷状況
に応じてモバイルエージェントが他の負荷の低い計算機に自ら移動して、処理を継続する
ことにより、分散システムの負荷分散を実現することが可能となる。
モバイルエージェントプラットフォームにおいて、エージェントが移動する場所は一般
的にプレースと呼ばれている。しかしながら、プレースはモバイルエージェントが実行さ
れるプラットフォームまたは他のエージェントと通信を行う媒体に過ぎず、本論文で提案
する場所の概念やプログラミング機能は与えられていない。モバイルエージェントは、移
動というその本来の性質上、自らを取り巻く状況の変化に動的に適応することが強いられ
る。他のプレースに移動することにより、OS、利用できるデータ、利用または連携する
サービスやソフトウェア、利用者など様々な変化が生じるが、そうした変化の後において
も、所定の目的を遂行すべく処理を継続することが求められる。OS の変化に対しては、
Java Virtual Machineなどの複数の OSに対応したバーチャルマシン上にモバイルエー
ジェントプラットフォームを構築することで多くのシステムが対応している。しかしなが
ら、それ以外の変化に対しては、開発時に予め想定された範囲での変化にのみ限定されて
いるのが現状であり、本論文が対象とするような想定外の変化への自律的適応の実現は困
難である。
ただし、ソフトウェアエージェントやモバイルエージェントの構成に関心の分離
（Separation of Concerns）の原理を導入したプラットフォームの研究例もある [75, 76]。
これらの研究では、エージェントが相互の協調の際に持ちうる役割およびインタラクショ
ンの方法を一つの関心事として分離・モジュール化し、動的にこれらのモジュールを切り
替えることにより、エージェントの柔軟性を実現している。しかしながら、これらの研究
のアーキテクチャは、Flageの場とエージェントを用いた一つのアプリケーションに対応
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しているに過ぎない。
また、場を通したエージェント間の協調と同様の計算を表現する技術として、並行プロ
セスやエージェントが共有メモリを介して協調動作を行う協調計算モデル [42, 43, 38, 40]
やそれに基づくプログラミング言語や既存言語での実装 [41, 39, 44, 45, 46]が発表されて
いる。これらの研究で提案されているアーキテクチャは並行プロセスまたはエージェント
間の様々な通信手段の実現に焦点をあてており、本論文が対象とする自律的な適応の実現
は対象としていない。そのため、たとえば、エージェントが協調の場ごとにその場に応じ
てプログラムを変更したり、通信内容 (オブジェクト指向でいえばメッセージ）の解釈を
場ごとに動的に変更するなど、協調の場ごとにエージェントの動作内容を柔軟に切り替え
る動作を実現することは困難である。
4.5 まとめおよび今後の課題
本章では、2.2節で提示したエージェントおよび場と、基本メカニズムである環境切り
替えによる適応や場への巡回による機能獲得を実現するソフトウェアアーキテクチャを与
えた。そして、提示したアーキテクチャが計算機上で実現可能であることを示すために、
prologに基づいたプログラミング言語 Flageを設計し、その言語処理系を実装した。
その応用システム例として、本アプローチによってシステムを自然にモデル化でき、具
体的な自律的適応を提示できる 3 つの Flage アプリケーション（グループウェアと２つ
のクライアントアプリケーション）を説明し、さらに 2 つの有望アプリケーション分野
（ワークフロー、ウェアラブルコンピューティング）を提案した。これらの自律的適応の
実現は、基本メカニズムである環境切り替えによる適応や場への巡回による機能獲得に基
づいている。
本アーキテクチャの実装すなわち Flage の現状は、Prologベースの言語およびその処
理系を開発し、本論文で提示したものを含め、いくつかのデモアプリケーションを試作し
たという段階である。現時点の Flageが 4.1節で示した場の概念としての要件をどこまで
サポートしているかは、Flageの言語表現能力に依存する。また、現在の実装においては、
自律的適応実現の基礎手段である場のメソッド獲得は、Prologの組み込み述語 assertに
基づくものであるため、ベースレベルに対する単純な追加に過ぎない。言語の表現能力の
評価や自律的適応の実現をより簡単にするためのメソッド獲得の手段の検討は今後の課題
となっている。
言語を Prologベースにした理由は、Prologが assert/retract/callなどの動的なコード
変更や実行解釈の基本機能を提供しており、実装が比較的容易であった点にある。この点
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を除けば、本章で提案したソフトウェアアーキテクチャは Prologの言語モデルに深く依
存するものではない。したがって、コードに対する操作や呼び出しがプログラミング可能
な他のスクリプト言語での実装も考えられる。近年、AspectJ[47]、JBoss AOP [48]等に
代表される Aspect Oriented Programming の研究が盛んになるとともに、Java のオブ
ジェクトコードを操作するライブラリ [50, 51]も利用できるようになっている。Java が
提供する Re°ection 機能 [59]とこうしたライブラリを活用することにより、Javaを用い
て処理系の性能も考慮した本アーキテクチャの実装が可能となると考えられる。さらに場
に定義するメソッド記述を AspectJ の aspect のような形式で記述し、場に入るときに、
これらのメソッドを weavingによってベースレベルに取り込む機構を実現すれば、より
多様な場を定義できると考えられる。
一方、本アーキテクチャはエージェントがネットワーク上を動き回る機能を前提として
いるため、セキュリティに関する言語機能も重要となる。たとえば、バグの含んだプログ
ラムや暴走プログラムからマシンやネットワークを保護したり、悪意のあるアプリケー
ションによる不正なデータアクセスや破壊行動からシステムを保護するなど必要が出てく
る場合も想定される。この課題に対しては、本アーキテクチャの言語処理系を Javaで再
構築し、SandBox 等の Javaのセキュリティ機能 [60]やモバイルエージェントに関する
既存のセキュリティ技術 [118, 119]を活用する方策が考えられる。
本アーキテクチャで構築したシステムの信頼性の確保も大きな課題である。エージェン
トは予期せぬ様々な変化に自律的に適応し、エラーとならずに処理を遂行できるという意
味では、ある種の信頼性（フェールセーフ）を実現しているといえるが、その適応を実現
するメタプログラミングに誤りがある場合、重大なエラーに陥る場合も想定される。デ
バッグツールの提供や形式的手法に基づく検証系の研究も必要であるとともに、開発事例
を積み重ねることによって、開発方法論（デザインパターンやアンチパターンなど）、信
頼性の高いメタプログラミングライブラリを整備することが重要と考えられる。
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第 5章
エージェントグループ構成による適
応アーキテクチャ
本章では、ユビキタスコンピューティング環境で、ユーザの多様な要求に応じて様々
なローカル情報を携帯端末に提示するナビゲーションサービスを提案し、そのプラット
フォームのソフトウェアアーキテクチャとして、エージェントと場の概念に基づくアーキ
テクチャおよび実装例を与える。本アーキテクチャでは、サービス記述の枠組みとして
エージェントと場が自然に導入できる一方、様々な地域固有サービスの利用時に生じる利
用サービスの変化（サービス提供側のプログラム連携の変化）に対して、携帯端末ソフト
ウェア（利用者のエージェント）が自律的に適応する必要性が生じる。この適応の実現の
ために、場自体に移動性を持たせた”動く場”をシステム記述の構成要素として導入し、
動く場を用いたガイドエージェントグループの自動構成にに基づく自律的適応メカニズム
を与える。
本章の以降の構成を記す。5.1節では、現在の位置情報サービスの限界に言及し、新た
なナビゲーションサービスを提案する。5.2節では 5.1節で提示したシステムの要件を満
たすソフトウェアアーキテクチャを提案する。5.3節では本アーキテクチャに基づいた記
述フレームワークとその実行処理系の実装を説明する。さらにアプリケーションについ
て、5.4節で検討する。そして、5.5節で関連研究について検討を行い、5.6節で今後の課
題をまとめる。
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5.1 ユビキタスコンピューティング環境におけるナビゲー
ションサービス
5.1.1 現在の位置情報サービスとその限界
携帯端末や無線ネットワーク網、GPSに代表される位置測位基盤の発達により、モバ
イルユーザ（以下,ユーザ）の現在位置に応じた情報サービスが現実のものとなっている。
現在の情報サービスでは、ユーザの現所在地の地図情報や目的地までの経路情報、近く
にある店舗・施設の情報などが大半であるが、ユーザが欲している情報は、こうしたもの
に限られるものではなく、さらに位置情報以外のユーザの様々な各状況に応じてその内容
も様々となる。たとえば、ユーザが店に入ったときに、店内マップ情報、その日の特売品
情報、売り場にある品物の商品情報、利用者が行きたい売り場への案内、買いたい商品の
案内や内容、性能、効用などの情報を各自の携帯端末上に表示するといったサービスも考
えられる [106]。
店舗規模が大きくなったり、ショッピングモールのように複数の店舗が集合している場
所の場合、店内でユーザに提供できる情報は多様かつ大量なものとなる。欲しい情報も
ユーザによってまちまちであり、しかも店舗内での行動及びその結果などの状況に応じて
欲しい情報は変化する。
したがって、より利便性の高いサービス機能実現のためには、個人ごとの状況に応じて
提供する情報をフィルタリングし、きめ細やかな情報を提供できることが重要である。さ
らに、ユーザは、携帯端末上での限られた GUIの利用を強いられるため、情報入手の操
作はなるべく簡単であることが望ましい。
現状の位置情報サービスでは、情報内容は限定され、その種類は、利用者の区別なく固
定的である。ユーザが欲しい情報を得るには、携帯端末に対し、手動で操作を行い、情報
を探しに行く必要がある。そのため、上記のような要件を満たすサービス機能の実現は難
しい。これに対し、個人のプロファイル情報（興味、嗜好、性別、年齢等、利用履歴等）
から、ユーザに必要と思われる情報を推論し、提示するシステムの研究開発が行われてい
る [107, 108, 109, 113]。しかしながら、個人プロファイルがユーザが現在得たい情報と
マッチするとは限らないため、タイムリーで適切な情報提示には限界がある。
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5.1.2 新たなナビゲーションサービスの提案
前節で言及した位置情報サービスの限界を克服するために、ユーザの様々なサービス要
求の情報を、携帯端末からサービス提供側のサーバにまとめて送り込むことで、現在の場
所、さらにはこれから訪れる場所に関するナビゲーション情報を携帯端末から受けられる
ようにするサービスを提案する。
サービスのイメージを図 5.1に示す。
図 5.1 提案する新規サービスのイメージ
ユーザがサービス利用可能なエリア（たとえば図中のショッピングモール）に入ったと
きに、携帯端末を起動し、ネットワーク接続を行ったとする。この場所で欲しい情報等の
要求をサーバ上のサービスアプリケーションに送信すると、ユーザの要求に対応したロー
カル情報が携帯端末上に表示される。たとえば、「本屋かパソコンショップに行きたい。
本屋があるならばWindows の雑誌と野球の雑誌を見たい。」という要求を送信したとす
ると、本屋があれば、その本屋の一般情報（場所や営業時間など）とWindowsや野球雑
誌のリストが表示される。行き先のショッピングモールに本屋がなく、パソコンショップ
がある場合は、そのショップの一般情報が表示される。また、ユーザがパソコンショップ
に移動した場合、陳列されているのパーツ商品の ID を入力することにより、その商品の
説明を得ることができる。ショッピングモール、モール内の店舗、店舗内の売り場など、
場所ごとに個別のサービスアプリケーションが稼動し、ユーザはそのエリア内で様々な固
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有サービスを利用することができる。
さらにユーザが別のエリアに移動した際には、そのエリア固有のサービスを受けること
ができる。別のエリアに移動したとき、その前のエリアで受けることができなかったサー
ビスが記録されており、そのサービスを自動的に要求することも可能である。たとえば、
ショッピングモールで銀行に関する情報が見つからなかった場合、次の移動先エリアであ
る大規模ターミナルでは、銀行に関する情報サービスが最初に提示されるといったことも
できる。すなわち、ユーザが持つ要求とそれまでに受けたサービスに基づいて、残件の
サービスを優先的に受けることができる。
5.1.3 サービス実現に向けての技術的要件
5.1.2節に述べたサービスを実現するための技術的要件は次の通りである。
環境的制約： 携帯端末には、メモリ、CPU、画面インタフェース上の制約がある。ま
た、無線ネットワークにて、携帯端末とサーバとを接続するため、利用中のネット
ワーク切断の可能性があり、有線ネットワークのような通信性能は期待できない。
ユーザ要求の表現： ユーザが携帯端末に対して少ない操作で適切な情報を得るサービス
の実現には、ユーザのサービス要求や位置などの状況をより豊かに表現でき、サー
ビス提供アプリケーションがこれを的確に解釈できる必要がある。
ユーザごとの情報サービス： サービス提供アプリケーションがユーザごとに適切なメ
ニューを表示したり、ユーザのサービス利用の履歴や状態に基づいて次に提供する
サービス内容を決定するといった、ユーザごとのきめ細やかなサービス提供を実現
できる。
場所ごとのサービス管理： サービス提供側においては、サービス対象としている場所ご
とにサービスアプリケーションを稼動させたり、サービス内容を変更させることが
できる。
設定を必要としないネットワーク接続： ユーザがサービスを利用する時に、その所在位
置に対応したネットワーク及びサーバに極力少ない設定作業で接続できる。
実世界との連携： 実世界の情報を取得し、それに連携した情報を提供できる。たとえ
ば、現在位置に関するマップ情報の取得や、店舗においてユーザの目の前にある商
品の情報閲覧、店員情報の取得などのサービスを各自の携帯端末から受けることが
できる。
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以上の要件を満たすシステムを構築するには、ハードウェア (携帯端末、センサー、サー
バ)やネットワーク (無線 LAN、Bluetooth、移動体通信網)などの物理層に近いレイヤー
から具体的なサービス・コンテンツを実現するアプリケーションレベルのレイヤーまで複
数のレイヤーの技術が必要となる。たとえば、設定を必要としないネットワーク接続は、
ネットワークアクセスレベルでの技術が実現目標とする要件であり、その技術の例として
モバイル IP技術や無線 LANによるホットスポットの実現技術などがあげられる。また、
実世界との連携に必要な実世界情報の取得（位置情報や目の前の商品のコードなどの入
力）はセンサーや GPSに代表されるネットワークレベルでの技術によって実現されるも
のである。
これらのハードウェアやネットワークレイヤーの技術を活用することを前提とし、上記
の技術的要件を満たすナビゲーションシステムを開発するプラットフォームとして、エー
ジェントと場所の概念による記述フレームワークとその実行処理系（以降、これらを総称
して、MolFie:MobileFieldと呼ぶ）を提案する。
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5.2 MolFieのソフトウェアアーキテクチャ
図 5.2はシステムの全体アーキテクチャを表した概念図である。MolFie の実行処理系
は JVM(Java Virtual Machine)上に実現され、サービスアプリケーション（個々のナビ
ゲーションサービス）はMolFieの記述フレームワーク（Javaを含む）で定義したプログ
ラムとして実現される。
図 5.2 全体アーキテクチャ
5.2.1 MolFieの実現アプローチ
5.1.3節の要件を満たすシステムの実現策として、次のアプローチをとる。
² 5.1.3節の「ユーザ要求の表現」や「ユーザごとの情報サービス」の要件に応える
ために、ユーザが予め入力しておいたスクリプト（ユーザプロファイルや移動先で
の行動を表現したプログラム）と移動先・サービス利用時の入力情報（位置情報や
携帯端末からの入力コマンド）をユーザのサービス要求とする。ユーザの要求や予
定行動のシーケンスや選択肢の組み合わせを表現したスクリプトにより、従来の位
置情報サービスにおけるユーザ要求（メニューやキーワードのコマンド、個人プロ
ファイル、位置情報）に加えて、表現として、より豊かでかつ積極的なニーズや状
況を発信できる。たとえば、「本屋かパソコンショップに行きたい。本屋がある場
合は、○○○をし、パソコンショップがある場合は、△△△をしたい。」といった
要求を表現できる。
² ユーザのスクリプトを埋め込んだエージェントプログラム（個人エージェント）を
サーバ上に送り込み、個人エージェントとサービスアプリケーションのインタラク
ションの結果得られたサービス結果を携帯端末上に表示することでサービスを実現
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する。サービス実行処理は計算資源的にもネットワーク的にも安定したサーバ側で
実行される。個人エージェントがサーバに移動できれば、利用中に携帯端末とサー
バが一時的に繋がらなくなった場合においても、サービス実行処理は継続でき、同
ネットワーク接続再開後にサービス結果を携帯端末に送信することが可能である。
これは「環境的制約」の要件に役立つものとなる。
² サービスアプリケーション記述は、実世界の場所とそこでのサービス提供に係る参
加者（サービス提供者、案内人）に自然に対応した項目で記述する。サービスアプ
リケーションは場所ごとに稼動するように定義でき、場所ごとにサーバマシンを替
えることも可能とする。個人エージェントには専任のガイドエージェント（案内人
に対応する実行主体）が共に動作し、サービスサーバ（サービス提供者に対応する
サーバプログラム）との仲介を行い、個人エージェントごとに取捨選択・アレンジ
したサービス提供を行う。こうしたモデリングにより、ユーザごとのきめ細やかな
情報サービスを実現する。また、実世界の場所での情報を、その場所のガイドエー
ジェントにユーザ要求と合わせて渡すことにより、実世界情報に連携した情報サー
ビスを提供する。これは「ユーザごとの情報サービス」、「場所ごとのサービス管
理」、「実世界との連携」といった要件の実現に役立つものである。
個人エージェントがサーバ上に移動して、サービスを適切に利用するためには、個人
エージェントは次の２つの知識を持つ必要がある。
² サーバ上におけるサービス内容とそれを提供している場所
² サービスプログラムとのインタラクション方法
従来の移動エージェントプラットフォームを利用すれば、個人エージェントの実現は可
能であるが、これらのプラットフォームを単に利用するだけでは上のような知識を予め埋
め込んだ個人エージェントの実装を行わなければならない。ユーザが移動先の各エリアで
エリア固有のサービスを利用することを想定した場合、エリアごとにこうした実装が必要
となってしまう。特に、移動先のエリア固有のサービスが上記の知識を持たない未知のア
プリケーションによるサービスであった場合、このサービスは受けることはできない。
そこでガイドエージェントを導入し、これらのエリア知識を有するガイドエージェント
をサービス提供を行うサーバ側で用意する。ガイドエージェントは個人エージェントごと
に生成され、サービス案内やサービスサーバとの仲介をしながら、1つのグループとして
動作することで、個人エージェントはエリアごとの知識を持たずとも適切なサービスを受
けられるようになる。
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ガイドエージェントの構成にあたっては、各エリアのすべての知識を有した 1つのエー
ジェントを用意するよりも、エリア内の場所（モール内の店舗、店舗内のコーナなど）ご
とにガイドエージェントを構成したほうが、モジュール性が高まり、各場所でのサービス
変更にも柔軟に対応可能となる。これはサービスサーバの構成においても同様のことがい
える。そこで、場所に対応したエンティティとその場所ごとにガイドエージェントとサー
ビスサーバを用意する構成方針とする。
個人エージェントが場所ごとに用意された複数のガイドエージェントから案内を受ける
ことを実現するためには、個人エージェントと各ガイドエージェントとのインタラクショ
ンを可能とする必要があるが、すべてのガイドエージェントとインタラクションを行うよ
うな共通のプロトコルの構築は難しい。また、個人エージェントが案内を受けるガイド
エージェントは場所ごとに変わらなければならない。
この実現のために、次の構造を持つソフトウェアアーキテクチャを構築する。
² 場所は階層化してモデル化する。たとえば、ショッピングモール、モール内の店
舗、店舗内の売り場ごとに対応した場所のエンティティを用意する。ショッピング
モールではモール内店舗の一般情報や駐車場などモール内の共用サービスを提供す
る。店舗では店内の詳細情報、売り場では売り場内商品の詳細情報などに係るサー
ビスを提供する。
² 個人エージェントは各場所のエンティティに出入りすることができ、これらのエン
ティティに入ることで、その場所のガイドエージェントから案内をうける。たとえ
ば、個人エージェントが店舗に入った場合は、その個人エージェントの専任ガイド
として、ショッピングモールのガイドと店舗のガイドから案内をうける。
² 個人エージェントはショッピングモールのガイドエージェントと直接のインタラ
クションを行うことができる。ショッピングモールのガイドエージェントは店舗の
ガイドエージェントとインタラクションを行うことができ、店舗のガイドエージェ
ントは売り場のガイドエージェントとインタラクションを行うことができる。こう
したレイヤー構造をとることで、個人エージェントはショッピングモールのガイド
エージェントとインタラクションの方法のみを考慮して実装すればよい。
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5.2.2 動く場を導入したソフトウェアアーキテクチャ
5.2.1節で示したように、実現対象としているナビゲーションサービスは実世界の場所
との明確に対応づいたモデル化が可能である。したがって、エージェントと場でソフト
ウェアシステムを構成する Flageによる実装が一つの実現方法として考えられる。しかし
ながら、前節で述べたようなエージェントの群行動の記述、すなわち、個人エージェント
と複数のガイドエージェントが一つのグループとなり、内部で互いにインタラクションを
とりながら、グループ外部のソフトウェアと協調したり、場を一挙に移動するようなプリ
ミティブは用意されていない。
また、2.1節で指摘した場の概念には、場自体が移動することは明記していないが、シ
ステム化の対象となる現実世界においては場自体が動く場合もある。たとえば、乗り物は
その内部で一つの場を形成するとともにその乗り物自体がある場所からある場所に移動す
る。また、ノート PCや携帯端末はその上でエージェントが動作する一つの場（ノード）
となりうるが、そのノード自体がユーザの移動とともに移動しうる。
このような場自体が移動する現実世界の事象に着目し、MolFieのソフトウェアアーキ
テクチャには、個人エージェントとガイドエージェントがグループとして行動し、移動す
るための”動く場”の概念を導入する。
ショッピングモールでのナビゲーションサービスを例としてとりあげ、MolFieのソフ
トウェアアーキテクチャを説明する（図 5.3）。
図 5.3 MolFieのソフトウェアアーキテクチャ
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ステイショナリフィールド (場所)： スティショナリィフィールドはサーバ上に構築さ
れる、その地域や場所のモデルである。実世界の場所や地域と対応したモデルでは
あるものの、現実の場所に存在する物理的な造形物や事象をすべて表現しようとす
るモデルではなく、サービス提供者がその場においてユーザに提供したい情報サー
ビスを規定した論理的な場所を表現するものである。サーバ上には複数のスティ
ショナリフィールドが存在し、それらは実世界の場所と同様に、空間的な包含関係
を持っている。実際のサーバとスティショナリィフィールドは、現在以下のような
関係としている。
² 個人エージェントが携帯端末から移動するときの入り口（ポータル）となる
サーバが存在し、そのホスト上にポータルとしてのスティショナリィフィール
ドがユニークに存在する。
² ポータルとしてのスティショナリィフィールド内には複数のスティショナリィ
フィールドが存在することがある。
² それらのスティショナリィフィールドは別のサーバホストで稼動するものが
あってもよい。
サービスエージェント (サービス提供者)： 各場所において、ガイドエージェントからの
サービス要求に対して、結果（コンテンツ）を返すサービスサーバである。ステイ
ショナリフィールドごとに 1つ配置される。
個人エージェント (サービス利用者)： 携帯端末利用者の移動先での行動予定（行きたい
場所、行いたい行動、目的、時間等）を表現したスクリプトである。こうした行動
予定や利用者からの情報（携帯端末からの入力や位置情報等）をガイドエージェン
トに伝達したり、ガイドエージェントからの情報サービスを携帯端末を介して利用
者に提示する手続きも記述する。
ガイドエージェント (サービス案内者)： ステイショナリフィールドごとに用意され、そ
こに移動してきた各個人エージェントに対して、その場所のサービスメニュー情報
やそこから移動可能な場所の案内情報を提示したり、サービスエージェントから得
たサービスコンテンツを提示するなど、個人エージェントに提示するサービス情報
（メニュー、コンテンツ）の選択と制御を行うスクリプトである。
ビークル (”動く場”としての乗り物)： 個人エージェントやガイドエージェントに付
随するスクリプトモジュールである。個人エージェントが携帯端末とサーバの間を
行き来する移動手続きや、ガイドエージェントがステイショナリフィールド間を移
動する手続きを記述する。ステイショナリフィールド間の移動としては、直接の包
含関係がある内側へのステイショナリフィールドへの移動や入った内側のステイ
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ショナリフィールドから出る手続きを記述する。また、個人エージェントおよびガ
イドエージェント間のインタラクションの範囲を規定し、インタラクションの手段
（API）を提供する。
各構成要素の動作及び関連を 2つの場合に分けて説明する。
■個人エージェントが携帯端末とサーバを行き来する場合 携帯端末上の個人エージェン
トは、携帯端末上の GUIからの移動コマンドを受け取ると、サーバ上の最も外側のステ
ショナリフィールドに移動する。個人エージェントが移動してくると、そのスティショナ
リィフィールドで定義されたガイドエージェントが自動的に生成される。個人エージェ
ントは、図式的にはガイドエージェントのビークルの上に" 乗る" 形でエージェントの
グループとして動作する（図 5.4）。各エージェントは以下のようにインタラクションを
行う。
図 5.4 携帯端末からサーバ上のスティショナリィフィールドへの移動
² 個人エージェントは自らのビークルの APIを利用し、ユーザの行動情報をガイド
エージェントに渡す手続きを起動する。個人エージェントのビークルはガイドエー
ジェントのビークルの APIを利用し、その行動情報をガイドエージェントに渡す
（図 5.4の 1,2）。
² ユーザの行動情報を受け取ったガイドエージェントは必要に応じて、サービスメ
ニュー情報等をサービスエージェントから取得し、ガイドエージェントのビークル
の APIを利用して、サービスメニュー情報等を個人エージェントに渡す手続きを
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起動する。ガイドエージェントのビークルは個人エージェントのビークルの API
を利用し、それらの情報を個人エージェントに渡す（図 5.4の 3,4,5）。
² ガイドエージェントから受け取ったサービスメニュー情報を携帯端末に転送する
（図 5.4の 6）。
個人エージェントは、携帯端末から送信された帰還コマンドを受け取ると、携帯端末に
戻る。その際、スティショナリィフィールドのガイドエージェントとそのビークルは消去
され、個人エージェントとそのビークルの構成で携帯端末上に移動する。
■個人エージェントとガイドエージェントがサーバ間を移動する場合 ユーザの現在の居
場所を示す識別子を含む移動コマンドが携帯端末から個人エージェントに送られた場合を
例として（図 5.5の 1）、個人エージェントとガイドエージェントの動作を説明する。
図 5.5 サーバ上のスティショナリィフィールド間の移動
² 個人エージェントが移動コマンドをモールのガイドエージェントに渡す（図 5.5の
2）。ガイドエージェントは場所 (店舗など) の識別子をキーとし、該当するステイ
ショナリフィールドをサービスエージェントに問い合わせる（図 5.5の 3）。
² モールのガイドエージェントは、サービスエージェントから該当するステイショナ
リフィールドの情報を受け取り、そこへ移動する（図 5.5 の 4）。移動先情報（ホ
スト名等のアドレス情報）は、個人エージェントを経由して、携帯端末に通知され
る。個人エージェント及びそのビークルも一緒に移動し、行き先店舗のガイドエー
ジェントのビークルの上に重なる。
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² 移動後、モールのガイドエージェントが店舗のガイドエージェントにサービスメ
ニュー情報の要求メッセージを渡す（図 5.5の 5,6）。
² 店舗のガイドエージェントは店舗のサービスエージェントにサービスを要求し、そ
れで得られたサービスコンテンツを、自らのビークルの API を利用し、個人エー
ジェントに送信する（図 5.5の 7,8,9）。
² 個人エージェントは、モールのガイドエージェントのビークルと個人エージェント
のビークルを介して送信されてきたサービスメニュー情報を、携帯端末に転送する
（図 5.5の 10）。
² サービスメニューの中に商品説明サービスがあったと仮定する。目の前の商品 ID
を入力し、商品説明サービスを要求することにより、店舗用のサービス要求メッ
セージが個人エージェントに送られる。これは、個人エージェントのビークルから
モールのガイドエージェント及び店舗のガイドエージェント用のビークルを経由し
て、店舗のガイドエージェントに送信される。ガイドエージェントは現在の場所、
目の前の商品に対応した情報サービスを、各レベルのビークル、個人エージェント
を介して、携帯端末に送信する。
店舗内のステイショナリフィールド（特定の売り場など）に入った場合、その場所のガ
イドエージェント及びビークルの上に重なった４層構造となる。一方、この店舗から出る
と店舗のガイドエージェントとビークルは消去され、店舗に入る前の２層構造に戻る。こ
のように、移動する場所とその包含関係の深さによって、サービスを提供する実行主体
（個人エージェントとガイドエージェント群）の構成が自動的に変化する。
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5.3 MolFieのソフトアーキテクチャ実装
5.2 節で示したアーキテクチャが実現可能であることを示すために、ステーショナリ
フィールド、個人エージェント、サービスエージェント、ガイドエージェント、ビークル
を記述するフレームワークを与えるとともに、その実行処理系の実装を説明する。
5.3.1 記述フレームワーク
サーバ側のプログラムと携帯端末側のプログラムは共に次に示す統一形式で記述する。
鍵括弧 []で括られている項目は省略可能な項目であり、それ以外は記述が必須の項目
である。
GuideAgent()の部分に記述するガイドエージェント定義部と Vehicle()の部分に記
述するビークル定義部は prolog形式のスクリプトであり、CKI Prolog[110] の文法に基
づいた prolog節の集合である。
また、ガイドエージェント定義部からは、予約語 external: を用いて、
serviceagent で指定するサービスエージェントクラスが提供する API を pro-
log 述語として呼び出すことができる。external: では、サービスエージェントクラス
が提供する Javaの APIを prolog述語として呼び出す際のインタフェース情報を指定す
る。具体的には、Javaプログラムを呼び出す prolog述語ごとに、その述語名とその述語
を呼ぶときの各引数の変数束縛の有無を指定する。
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以上の形式のスクリプトにより、サーバ側のプログラム、携帯端末側のプログラムを次
のように記述する。
サーバ側のプログラム サーバ側におけるこの形式のプログラムは、サービス提供を行う
場所としてのステーショナリフィールドを意味している。サーバ上のプログラム
は、ポータルとしてのステーショナリフィールドとその中に定義するステーショナ
リフィールド、各ステーショナリフィールドで利用するサービスエージェントで構
成される。outerfieldは当該ステイショナリフィールドの直接の外側になるステ
イショナリフィールドを指定する予約語である。ポータルとしてのステーショナリ
フィールドでは outerfield の指定は省略される。サービスエージェントはガイ
ドエージェントからの要求に応えるサーバ型 Javaプログラムとして実現され、DB
など他のアプリケーションサーバとの連携もサービスエージェントが行う。
携帯端末側のプログラム 携帯端末側においては、スティショナリフィールドは携帯端末
そのものに対応し、１つのステイショナリフィールドの定義のみが許される。所属
するサービスエージェントは携帯端末上でのMolFieアプリケーションのユーザイ
ンタフェースとして機能し、位置情報センサーモジュールなどの外部モジュールと
も連携可能な Javaプログラムのクラスである。ガイドエージェント定義部は個人
エージェントの定義であり、ビークル定義部は個人エージェント用のビークルの定
義となる。
本記述フレームワークでは、個人エージェント、ビークル、ガイドエージェントは
prologで記述し、サービスエージェントは Javaで実装するというように、2種類のプロ
グラミング言語をベースとしている。その理由は次の通りである。
² ユーザの要求の表現には、and/or/notやルール形式での表現が記述しやすく、理
解もしやすいと想定される。したがって、ユーザの要求を個人エージェントのプロ
グラムとして記述する形式として、そうした記述が基本機能として備わっている言
語の利用がふさわしい。
² ガイドエージェントが、個人エージェントの要求に応じて、案内行動を動的に追
加・変更できるための形式としてルール形式の言語が適当である。実際に BtoC
のWebアプリケーション向けビジネスルール記述（顧客の要求に対して提供する
サービスルール記述）に prologを用いた研究事例もある [117]。
² 個人エージェントに対して、ガイドエージェントが動的に追加されたり、削除され
るといった動的なプログラム変更を容易に実現できる。
² サービスエージェントは各ガイドエージェントからの要求に応えるサーバ型プログ
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ラムもしくは携帯端末上のユーザインタフェースである。したがって、ルール形式
での記述は必要なく、むしろ外部プログラムとの連携や GUIの構築のしやすさを
考慮すると、Javaでの実装が望ましい。
5.3.2 プログラム例
携帯端末側のMolFieプログラムの例を以下に示す。携帯端末上のユーザインタフェー
スを介して個人エージェントの go/0述語を起動することにより、サーバ側に移動し、サー
ビス利用が開始される。
StationaryField(){
name=ctest; // MolFieにおける端末 ID
ServiceAgent=CServiceAgent; // 端末でのユーザインタフェースのクラス
external : 'CServiceAgent.write'(+),
'CServiceAgent.moveNotify'(+,+);
GuideAgent(){ //個人エージェントの定義
afterEnter :- // afterEnterは移動した直後に呼び出される述語である。
//ユーザが行いたい行動を表現する。
'Vehicle::passPlan'(go(parking),[]),
('Vehicle::passPlan'(go(postoffice),[]);
'Vehicle::passPlan'(go(bankATM),[])),!,
('Vehicle::passPlan'(go(bookstore),[see(baseball),see(windows)]);
'Vehicle::passPlan'(go(computershop),[see(clie)])).
/* 携帯端末からの基本コマンド */
go :- 'Vehicle::go'.//サーバへ移動する。この述語の実行により、サービス利用が開始される。
backToClient :- 'Vehicle::backToClient'. //携帯端末へ移動、この述語の実行により、
//サービスが終了となる。
goCP(ID) :- 'Vehicle::pos'(ID).//IDで指定の場所へ移動
goNext :- 'Vehicle::call'(goNext).//次の案内場所へ移動
showData(move(H,P)) :- 'CServiceAgent.moveNotify'(H,P).
showData(Data) :- 'CServiceAgent.write'(Data).
}
Vehicle(){ //個人エージェント用ビークルの定義
passPlan(Where,What) :-
'Molfie.vretract'(history(H)),
//Molfie.***は組み込み述語, vretractはビークルスクリプトにおける retract述語
'Molfie.vassert'(history([(Where,What)|H])),!,
// vassertはビークルスクリプトにおける assert述語
'Lower::passPlan'(Where,What).
//Lower::***で移動した後のガイドエージェントのビークルの述語を呼び出す
call(X) :- 'Lower::passCommand'(X).
go :- 'Molfie.enter'.//サーバへ移動する
backToClient :- 'Molfie.backClient'.//サーバから帰還する
pos(ID) :- 'Lower::pos'(ID).
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writeData(Data) :- 'GuideAgent::showData'(Data).
//GuideAgent::***でガイドエージェント定義部の述語を呼び出す
history([]).
}
}
サーバ側の MolFie プログラムの例（ショッピングモール）を以下に示す。個人エー
ジェントがサーバ側に移動することにより、個人エージェントの定義にガイドエージェン
トとビークルが追加され、プログラムとして動作する。
StationaryField(){
name=mall;// ショッピングモールプログラム
ServiceAgent=MallAgent;
external: 'MallAgent.getCurrentInfo'(-),
//位置 IDに対応するステイショナリフィールド名を返す
'MallAgent.posDB'(+,-);
GuideAgent(){ //モールのガイドエージェント定義
afterEnter :- 'Vehicle::getCurrentInfo'(CI),
(userPlan(CI,Actions),'Molfie.gretract'(userPlan(CI,Actions));
Actions=[]),'Vehicle::passActions'(CI,Actions).
guideRule(go(parking),_) :-
'Vehicle::sendInfo'('駐車場は別館地下 2階にあります').
guideRule(go(bankATM),_) :-
(checkTime(B,E), //ATMの利用時間のチェック
'Vehicle::sendInfo'('銀行 ATMは次の時間帯ではオープンです'(B,E)),
'Molfie.gassert'(userPlan(bankATM,[]));
'Vehicle::sendInfo'('銀行 ATMは次の時間帯では閉まっています'(B,E))).
guideRule(go(bookstore),Act) :-
'Vehicle::sendInfo'('本屋はございます'),
'Molfie.gassert'(userPlan(bookstore,Act)).
checkTime(B,E) :- ...
call(goNext) :- userPlan(ST,_),'Vehicle::possibleToGo'(ST),!,
'Vehicle::go'(ST).
call(pos(ID)) :- 'MallAgent.posDB'(ID,ST),
(ST==mall;'Vehicle::go'(ST)).
afterExit :- 'MallAgent.getCurrentInfo'(CI),
'Vehicle::sendInfo'(move_out_complete(CI)).
}
Vehicle(){ //モールのガイドエージェント用ビークル定義
go(bookstore) :- 'Upper::writeData'(move(host1,10001)),
'Molfie.enter'(host1,10001,bookstore).
go(bankATM) :- ....
possibleToGo(bookstore):- //本屋に移動できるかどうかを判定
'Molfie.possibleToEnter'(host1,10001,bookstore).
possibleToGo(bankATM):- ...
possibleToGo(X) :-
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sendInfo('申し訳ありません、ただいま混んでいて入れません'(X)),!,fail.
pos(ID) :- 'GuideAgent::call'(pos(ID)).
passPlan(Where,What) :- 'GuideAgent::guideRule'(Where,What).
passPlan(go(X),_) :-
sendInfo('申し訳ありません。それはありません'(X)),!,fail.
passCommand(goNext) :- 'GuideAgent::call'(goNext).
// Upper::***で上に重なっているビークルの述語を呼び出す
passCommand(X) :- 'Upper::writeData'(error(unknown,X)).
passActions(X,Actions) :-
'Molfie.vretract'(guideHistory(GH)),
'Molfie.vassert'(guideHistory([Actions|GH])),!,
'Lower::passActions'(X,Actions).
sendInfo(MI) :- 'Upper::writeData'(MI).
...
}
}
サーバ側のMolFieプログラムの別の例（ショッピングモール内の本屋）を以下に示す。
StationaryField(){
name=bookstore;
outerfield=mall; //外側がショッピングモール
ServiceAgent=BookStore;
external:'BookStore.getCurrentInfo'(-),'BookStore.getInfo'(+,-);
GuideAgent(){//本屋のガイドエージェント定義
afterEnter :- 'Vehicle::passActions'([]).
guideRule(see(baseball),[guide(baseballCorner),show(X)]) :- !,
'BookStore.getInfo'(baseballmagazine,X).
guideRule(see(windowsCE),[guide(computerCorner),show(X)]) :-
'BookStore.getInfo'(windowsmagazine,X).
interpretActions(P,Actions) :-
'Vehicle::sendInfo'('Welcome Bookstore !!!'),
getServiceInfo(Actions,Info),
'Vehicle::sendInfo'('The book information you want'(Info)).
getServiceInfo([],[]) :- !.
getServiceInfo([A|Actions],[I|Info]) :-
guideRule(A,I),!,getServiceInfo(Actions,Info).
getServiceInfo([_|Actions],Info) :- !,
getServiceInfo(Actions,Info).
getCurrentInfo(CI) :- 'BookStore.getCurrentInfo'(CI).
...
}
Vehicle(){//本屋のガイドエージェント用ビークル定義
passActions(bookstore,Actions) :-
'GuideAgent::interpretActions'(P,Actions).
getCurrentInfo(CI) :- 'GuideAgent::getCurrentInfo'(CI).
sendInfo(MI) :- 'Upper::sendInfo'(MI).
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...
}
}
プログラム実行は、携帯端末上の GUI（CServiceAgent.class）から、個人エージェン
ト定義に対して、prologのクエリを送信することで起動される。goというクエリが発信
されたとすると以下のように処理が実行される。
1. GuideAgent 部の述語 go が起動される。その節の中の'Vehicle::go' が呼
ばれて、Vehicle 部の述語 go、さらにサーバに移動するプリミティブである
Vehicle::は GuideAgent 部から Vehicle 部の述語を呼び出すときの接頭辞であ
る*1。Molfie.enterが起動され、サーバ側に移動する。
2. 移動により、個人エージェントとビークルの定義に、ショッピングモールのガイド
エージェントとビークルの定義が加わる。個人エージェントのビークルからは、ガ
イドエージェントのビークルの述語を Lower::という (重なりの下のビークルを意
味する)接頭辞で呼び出すことができ、ガイドエージェントのビークルからは、個
人エージェントのビークルの述語を Upper::という（重なりの上のビークルを意
味する）接頭辞で呼び出すことができる。
3. 個人エージェント内に定義されている述語 afterEnter が実行される。これは内
側のステイショナリフィールドへ移動した直後に実行される特別な述語である*2。
この述語の節に指定されている行動予定をガイドエージェントに渡す述語
'Vehicle::passPlan'(go(parking),[]),
がまず実行される。この述語の最初の引数は行きたい場所を表し、2番目の引数は
その場所でしたい行動を表現する。そして図 5.6に示す順番で実行が行われ、
'駐車場は別館地下 2階にあります'
というメッセージが携帯端末に送信される。
このような手順で、個人エージェントからガイドエージェントにユーザの要求に関
する 1 つのインタラクションが実行される。図中の 2 つのビークル内にあげられ
ている述語がインタラクションのための APIの例となっている。
4. afterEnterの節の以降の部分が同様に実行され、以下のメッセージが携帯端末に
送信される。
'申し訳ありません。それはありません'(postoffice)
*1 Vehicle部から GuideAgent部の述語を呼び出すには、接頭辞 GuideAgent::を使う。
*2 内側のステイショナリフィールドから出た直後に起動される述語として afterExitが用意されている。
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図 5.6 述語 passPlanからの述語実行シーケンス
'銀行 ATMは次の時間帯にオープンしています'(1000,1200)
'本屋はございます'
さらに、この実行により、ショッピングモールのガイドエージェントには、ユーザ
の行動予定として、
userPlan(bankATM,[])と
userPlan(bookstore,[see(baseball),see(windows)])
がプログラム登録される（assertされる）。
次に、個人エージェントがサーバ上のショッピングモール上にいる状態で、クエリ
goCP(本屋の場所の識別子)が CServiceAgentから送信されると、携帯端末からサーバ上
の個人エージェントにこのクエリが送信され、個人エージェントの定義にある述語 goCP
が実行される。これにより、個人エージェント ctest のビークルの API とショッピング
モール mallのガイドエージェント用ビークルの APIである述語 posが呼ばれる。mall
の GuideAgent では、mallのサービスエージェント MallAgent に、ガイドエージェン
トが移動すべき本屋のステイショナリフィールド名を、本屋の場所の識別子をキーとして
問い合わせる（MallAgent.posDB）。
そして、本屋のステイショナリフィールドに移動し、ショッピングモールのガイド
エージェントの afterEnter述語が起動される。afterEnter述語の定義から、登録済みの
userPlan から入ったステイショナリフィールド名 (bookstore) をキーとし、そこでの
行動予定を抽出して、それが本屋のガイドエージェントに渡される（述語 passAction）。
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図 5.7 本屋に移動後のサービス実行
本屋でのサービスが実行され、本屋が提供する情報が携帯端末に送信される（図 5.7）。
5.3.3 MolFieプラットフォームの実装
5.3.1節、5.3.2節で説明した記述フレームワークの実行プラットフォームをプロトタイ
プ実装した。そのアーキテクチャを図 5.8に示す。
図 5.8 MolFieプラットフォームのアーキテクチャ
MolFieクライアントの実行プラットフォームは、以下のモジュールで構成される。
² 個人エージェントおよびビークルを実行する端末インタプリタ
² MolFieクライアントとMolFieサーバ間の通信を実現する端末通信部
² クライアントにおけるサービスエージェント（端末上のユーザインタフェースと位
置情報モジュールなど外部モジュールとの連携のための APIを提供する）となる
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端末インタフェース
MolFieクライアントは、PDA用の JVMである PersonalJavaで動作することを前提と
して実装を行い、現在は Compaq社の iPAQ上で動作を確認している。図 5.9にMolFie
クライアントマシン上の端末インタフェース画面を示す。
図 5.9 MolFie クライアントの画面 (個人エージェントがサーバに移動しサービス結
果が表示されている)
MolFieサーバ上の実行プラットフォームは、以下のモジュールから構成される。
² 複数の個人エージェントやガイドエージェントを実行するサーバインタプリタ
² MolFieクライアント-サーバ間及びMolFieサーバ間の通信を実現するサーバ間通
信部
² MolFieサーバ上に構築されたステイショナリフィールドの生成及び削除、ステイ
ショナリィフィールドの配置や個人エージェントの現在位置などを表示するモニタ
機能を提供するプログラムランチャ
² MolFieサーバ上のサービスエージェント群（個々のサービスエージェントは Java
アプリケーションであり、既存の DBやアプリケーションサーバとの連携もサービ
スエージェントの実装で実現する）であるサーバサービスエージェント
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MolFie サーバは J2SEを開発環境及び実行環境としてプロトタイプ実装を行った。図
5.10にMolFieサーバマシン上の画面を示す。左上がプログラムランチャのユーザインタ
フェース、右上がサーバ通信部のモニタ画面、左下がプログラムランチャのモニタ画面で
ある。
図 5.10 サーバマシン上の画面 (左下 UAV10のアイコンが移動してきた個人エージェント)
端末インタプリタとサーバインタプリタの言語処理部分に関しては、CKI prolog を
ベースに開発したため、CKI prologが実行可能な言語機能を利用することができる。
MolFieクライアントとMolFieサーバ間の端末通信部は無線 LAN上に実装した。5.2
節のサービス実現に向けての要件の項で言及した環境的制約を考慮し、端末通信部は以下
のような実装としている。
² MolFieサーバは、サーバ上で動作中の各個人エージェントに対し、個人エージェ
ントごとにユニークな IDを割り当て、個人エージェントが発信されたMolFieク
ライアントのアドレス情報を保持している。
² サーバ上の個人エージェントからMolFieクライアントへのデータ送信には、この
保持されているアドレスを利用して Socket接続する。
² 一時的に繋がらなくなった場合、一定期間再接続を試み、それでも接続しない場合
は送信データがバッファリングされる。そして、携帯端末から再接続の要求があっ
たとき、Socket接続して送信する。
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5.4 アプリケーション
本プラットフォームで実装に取り組んでいる MolFie アプリケーションについて説明
し、今後応用が考えられるアプリケーション分野を検討する。
5.4.1 ショッピングモールアプリケーション
これまでの説明においても、例としてとりあげているように、複数店舗の入ったショッ
ピングモールや多種多様な商品を販売している大型店舗でのサービス提供をアプリケー
ション領域とし、MolFie 上の具体的なアプリケーションを設計・開発している。このア
プリケーションにおける、各構成要素の概要を以下に示す。
ステイショナリィフィールド ショッピングモール全体、各店舗、店舗内売り場など、実
世界の場所と対応した各ステイショナリィフィールドがサーバ上に配置される。
個人エージェントおよびビークル 個人エージェントには、ショッピングモール入場者が
モール内で行う行動予定を記述する。内容としては、行きたい店舗への移動、そこ
で見たい商品、時間に関する制約などを複数記載する。prolog の節で表現するた
め、「郵便局があるなら、文房具店に行き、絵葉書を買い、再び郵便局に行く。郵便
局がないなら、銀行の ATMコーナーに行く。」といった条件付き選択行動も記述
可能である。また、assertや retractの利用により、プログラムを動的に変更でき
るため、行動予定情報をサービス利用中に追加・削除することができる。携帯端末
機器情報（ハードウェアやユーザインタフェースの種類）、個人プロファイル（性
別、年齢、障害の有無、嗜好情報等）、利用履歴情報（過去におけるモールの来訪
および行動履歴）といった各種の個人情報を管理することも可能である。ビークル
は、個人エージェントの移動およびガイドエージェントとのインタラクションを行
うためのモジュールである。ガイドエージェントのビークルのインタフェースと整
合している必要があるため、個人エージェントと異なり、ユーザは原則としてこれ
を手を加えずにそのまま利用する。
ガイドエージェントおよびビークル ショッピングモールのガイドエージェントおよび
ビークルを例にとって説明する。ガイドエージェントには、個人エージェントから
渡された行動予定や各種個人情報に基づいた案内行動ルールを記述する。案内行
動としては、予定行動その他の情報に応じた案内情報やサービスメニューの提示、
モール内の各店舗への移動、移動先店舗または売り場での新たな案内行動などがあ
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げられる。
店舗に移動した直後に起動される述語 afterEnterや、店舗を出た直後に起動され
る述語 afterExitの利用により、たとえば、以下のような方法で、現在までの状
況を踏まえた案内行動の動的変更を表現できる。
afterEnter :-
// Placeは現在のステイショナリフィールド名
ServiceAgent.getCurrentSF(Place),
// ステイショナリフィールドごとに行動予定情報 APが
// assertされている
'Molfie.gretract'(userPlan(Place,AP)),
'Vehicle.passPlan'(AP).
...
afterExit :-
// 出てきた店舗でのサービス情報履歴を参照
serviceHistory(SH),
'Molfie.gretract'(userPlan(Place,AP)),
// 次に案内する Placeの行動予定情報に対し、サービス
// 情報履歴を加味して、行動予定情報を修正する
modifyActionPlan(SH,Place,Actions,NewPlace,GActions),
'Molfie.gassert'(userPlan(NewPlace,GActions)),
'Vehicle::go'(NewPlace).
ビークルは、個人エージェントとのインタラクション、店舗への移動や移動先店舗
のガイドエージェントとのインタラクションを行うためのモジュールである。
サービスエージェント ショッピングモールのサービスエージェントの場合、モールの全
体情報をガイドエージェントに提供する。たとえば、モール内外のマップ、店舗一
覧やイベント情報、携帯端末が検出した現在位置 IDと店舗の対応データベースな
どを提供する。
一方、店舗のサービスエージェントの場合、店舗の全体情報として、たとえば、店
舗内マップや商品在庫情報、店員情報などをガイドエージェントに提供する。
5.4.2 その他のアプリケーション分野
前節であげたショッピングモール以外で適用可能と考えている分野（場所）を示す。
美術館や博物館、図書館等の公共施設 館内のナビゲーション、利用ガイドや展示物の説
明、書籍の置き場所や在庫・貸し出し状況などの案内に利用する。
大規模な展示会や博覧会、学会 会場のナビゲーション、イベントプログラム、展覧物の
説明に利用する。
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空港や大規模ターミナル エリアのナビゲーション、空港等での乗降手続きガイド＆ノー
ティフィケーション、交通機関情報の提示に利用する。
高速道路 各種道路情報やサービスエリアの情報の提示に利用する。この場合、クライア
ントはナビゲーションシステム等の車載機である。
上記エリアの組み合わせ： 複数の上記エリアを渡り歩いて利用する。
5.5 MolFieの特長及び関連研究
5.2節で述べたソフトウェアアーキテクチャの特長を以下に述べる。個人エージェント
がガイドエージェントとインタラクションを行うためには、両者が共通したプロトコルを
利用する必要がある。MolFieでは、各エージェントに付随するビークルによってこのプ
ロトコルの定義を行う。エージェント間のインタラクションは重なり合ったビークルを通
して行われるため、重なるビークル間ごとに共通のプロトコルを定義すれば、間接的とは
なるものの、すべてのエージェント間とのインタラクションができる。したがって、個人
エージェントとそのビークルは、移動した直後に最初に重なるガイドエージェントとその
ビークルとインタラクションが可能なように実装されてさえいれば、場所ごとに展開され
た固有のサービスアプリケーションのガイドエージェントからサービスを受けることが可
能となる。
ビークルとガイドエージェントは、新たな場所に入ることによって追加され、いままで
の場所を出ることによって削除される。この構造により、現在の居場所に無関係なガイド
サービスの提供を回避し、現在の居場所に関連するサービスのみを自動的に提供する仕組
みを実現している。
以上の特長から、個人エージェントはユーザの移動先に応じて利用するサービスアプリ
ケーションが変わっても、そこで提供されるビークルとガイドエージェントとの重ね合わ
せにより、その変化に自律的に適応ができることになる。
本研究以外でも、移動エージェントプラットフォームを利用して場所に依存した情報
サービスを提供する携帯端末アプリケーションの研究がいくつか行われている [111, 112]。
それらで利用されている移動エージェントにおいても、場所の概念と、そこを移動する
エージェントが存在する。しかしながら、移動する実行主体は一つのエージェントであ
り、5.2.1節で言及した場所ごとに異なるサービス利用の問題には対処できていない。こ
れに対し、MolFieでは、移動する実行主体を個人エージェントと複数のガイドエージェ
ントの集合体としている。さらに、この構成が移動によって自動的に変更し、移動先の場
に適した実行主体を構成する仕組みを提供している。個人エージェントは、移動を含め、
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行動に必要な多くの処理をガイドエージェントに頼んでしまうため、移動先々での行動に
必要な情報をコーディングしておく必要がない。
こうしたソフトウェアアーキテクチャの特長は、個人エージェントによる悪意のある移
動や行動の回避にも繋がると考えられる。本研究で想定しているアプリケーションにおい
ては、外部からの移動エージェントによるサービス提供プラットフォームへの攻撃が考え
られる。たとえば、サービス提供側の秘密情報を盗む、サービス情報を改竄する、意味の
ないサービス要求や移動をループで繰り返して計算資源を枯渇させる、といったことがあ
りうる。こうした攻撃に対し、移動エージェントプラットフォームが提供する機構とし
て、Software-based Fault Isolation、Safe Code Interpretation 等、様々な方式が考えら
れている [118]。しかしながら、これらの従来の方式は、悪意のあるなしに係らず、外部
からの多数のエージェントが無秩序に移動した結果、特定の場所への輻輳が発生した場合
の性能低下などには対応が難しい。これに対し、本研究で提案するソフトウェアモデルで
は、個人エージェントのサービス提供側へのデータアクセス、サービス要求はすべてガイ
ドエージェントを介して実行される。移動に関しては、個人エージェントは携帯端末から
入り口となるサーバまでの移動以外の能力は持たない。ガイドエージェントは目的の場所
が混んでいる場合*3、他のサービス候補の場所に誘導することによって、無秩序な移動も
制限できると考えられる。このように外部からのエージェントである個人エージェントの
プラットフォームへの動作は、すべてガイドエージェントの制御の下で行われるため、悪
意のある移動や行動を防ぐことが可能となる。ただし、データアクセス制御やサービス要
求及び移動の制御などの個々の機能を具体的に実現するには、ガイドエージェントにこれ
らの機能をプログラミングする必要がある。
また、移動は包含関係にあるステイショナリフィールド間でのシングルホップのみで可
能である。複数にわたるステイショナリフィールドの移動はシングルホップの繰り返しで
実現できる。シングルホップは各エージェントが持つビークルで実現されるため、シング
ルホップごとにその移動方法を変更することも可能である。
5.6 まとめおよび今後の課題
本章では、ユーザごとの細かいニーズや状況に応じた新たなナビゲーションサービスを
提案し、2.2節のエージェントと場の概念に基づいて、そうしたサービスを自然にモデル
化するプラットフォームMolFieを与えた。本アーキテクチャでは、ユーザの携帯端末上
のソフトウェア（個人エージェント）が移動先で接続する複数のサービスアプリケーショ
*3 各ステイショナリフィールドに入れるかどうかを問い合わせるプリミティブ機能を利用する。
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ンの変化に自律的に適応できるようにするために、"動く場" を導入し、移動先のサービ
スアプリケーションの構成に対応したエージェントの集合体を自動的に構成する仕組みを
導入している。これは 2.2節で提案した動的なグループ構成による適応の実現の例となっ
ている。
実装の現状としては、MolFieの実行プラットフォームのプロトタイプ実装と、ショッ
ピングモールを対象としたサンプルアプリケーション開発、MolFieのソフトウェアモデ
ルに対するサンプルアプリケーション開発を通じての記述可能性の評価を行った段階であ
る。ユーザにとってより適切で分かりやすいサービスを提供するには、各場所のサービス
エージェントが提供するサービスメニューやサービス結果を分かりやすくアレンジして提
示することが有効と考えられる。MolFieでは、各場所のガイドエージェント間の連携に
よってこれが実現される。サービス連携の 1つの単純な例が 5.3節のプログラム例の項の
最後に示した動作例であるが、より高度な連携を実現するには、まずはショッピングモー
ルを対象に様々なサービスを想定し、アプリケーション記述実験を進めることが必要と
考えている。さらに、5.4節で述べたとおり、アプリケーションとしては、ショッピング
モールだけではなく様々な適用想定事例が考えられ、多様なサービス内容の実現可能性が
ある。このように、本研究で提案したソフトウェアアーキテクチャの適用可能性のさらな
る検討と評価改良を行うには、アプリケーション記述の実績を蓄積していく必要がある。
また、実用化に向けては、ユーザの個人情報に対するセキュリティの確保、利用者の
位置検出モジュール（GPSなど）と実際に連携したアプリケーションの構築や、実際の
フィールドでの性能評価も重要である。特に携帯端末とサーバ間でのセキュアな通信は
解決すべき必須課題となる。セキュアな通信実現には、MIS プロトコル [115] のように
TCP層以下でセキュリティ機能を有したネットワークを利用することやモバイル IP の
セキュリティ機能に実現を任せるということも考えられるが、現状においては、こうした
ネットワーク基盤には依存しないセキュアな通信を確保する方法として、TCPの上位層
で実現されている SSLのの利用が有望と考えられる。一方、別のセキュリティ機能とし
て、5.5節で述べたように、個人エージェントからの攻撃に対する防御機能をガイドエー
ジェントに実装する必要がある。Javaによるセキュリティ関連の APIもこうした実装に
役立つものと考えられるが、それに加えガイドエージェントに特化したセキュリティ機能
実装を支援するライブラリの実現も今後の課題となる。
実行プラットフォームの実装面においては、ユーザが個人エージェントをプログラミン
グするためのツールの提供がまず取り組むべき課題としてあげられる。5.3節のプログラ
ム例の項で示したような個人エージェントのコードをユーザが移動先もしくは移動中に携
帯端末からすべて入力していては利便性を大きく損ない、非実用的である。ただし、ユー
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ザがしたい行動 (どこに行きたいか、そこに行って何をしたいか)を直接表している部分
は、個人エージェントのコード中の afterEnter 述語の定義部分のみであり、この部分を
修正することで、ユーザが行いたい行動をカスタマイズできる。したがって、携帯端末上
のプログラムの雛型とそれをカスタマイズするユーザインタフェースを提供することが 1
つの解となると考えられる。ユーザインタフェースとしては、いきたい場所やしたいこと
を入力するフォームがあり、ユーザはこのフォームに要求事項を入力することで、カスタ
マイズを行う。
その他に、http による携帯端末とサーバ間通信実装、携帯電話上でのクライアント実
装、端末表示インタフェースの改良（現在は文字情報しか表示できないため、携帯端末
用の各種マークアップ言語での情報を表示できるようにする）、デバッグ機能などの開発
ツールの整備、などが今後の課題としてあげられる。
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第 6章
今後の展望
本論文では、ユビキタスコンピューティング環境において、自らをとりまく環境の変化
に自律的に適応するソフトウェアシステムのアーキテクチャを提案した。自律的な適応の
実現アプローチとして、システムが有する局所性およびエージェントが持ちうる移動性に
着目し、以下の基本コンセプトに基づくいくつかのアーキテクチャを示した。
² システムを自己制御し、自律的適応を実現する機能を個々のアプリケーションとは
切り離してシステムを構成する。
² システムの局所的対象を分離・記述する概念として”場”を導入する。協調性、自
律性、移動性を持つ並行オブジェクト（エージェント）に対し、複数の場の出入り・
移動を行うプログラムを組み込むことにより、自律的適応を実現する。
² 場への出入り・移動による自律的適応は、環境切り替えによる適応、場への巡回に
よる機能獲得、エージェントグループの動的構成による適応の基本メカニズムを組
み合わせることによって実現する。
アーキテクチャの実現可能性を実証するために、自律的適応を実現するミドルウェアま
たは言語処理系を実装し、その上でのアプリケーションを開発した。これらの実装を通し
て、ソフトウェアシステムの様々な自律的適応が実現できることを示した。さらに、提案
するアーキテクチャにおいては、開発対象とするアプリケーションを場によって自然にモ
デル化できれば、自律的な適応手段の設計（およびプログラミング）の問題は、より抽象
度の高い問題、すなわち場の移動に関する問題に帰着させることができることを示した。
これらの成果内容を以下にまとめる。
■携帯機器の状態変化に対する自律適応アーキテクチャ 携帯機器（ハードウェア）の
バッテリ切れに対して、エージェントの移動（環境切り替えによる適応）によって自律的
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に適応するアプリケーションのアーキテクチャおよびその実装としてのミドルウェアを提
案した。本ミドルウェアでは、携帯機器上で複数のアプリケーションが稼動することを想
定し、バッテリ切れの時期を予測し、各アプリケーションの退避のプランニングを行う機
能を導入した。そして、実装したプランニング機能に基づく自律的適応が実際のバッテリ
切れに有効に機能することを、複数のサンプルアプリケーションを利用した実験によって
実証した。本アーキテクチャでは、プランニングを実現する機能はモジュール化されてお
り、差し替え可能となっている。したがって、自律的適応手段の実現はこのプランニング
の実現の問題に帰着させることができる。
■場の概念に基づくソフトウェアアーキテクチャ 場およびエージェントの概念に基づ
き、様々な環境の変化に適応するシステムを構成する具体的なソフトウェアアーキテク
チャを与え、同アーキテクチャの実装としてプログラミング言語 Flageを開発した。そし
て、Flage上で環境切り替えによる適応、場への巡回による機能獲得の実現例を示し、自
律的な適応が可能ないくつかの応用システムを開発した。これらの応用システムは、場の
概念によって、自然なモデル化ができるシステムの例にもなっている。自然なモデル化に
より、自律的な適応手段の実現の問題は、エージェントが適応のためにどの場にどのよう
に出入りするのかを策定するという、より抽象度の高い問題に帰着させることができる。
■エージェントグループ構成による適応アーキテクチャ ユビキタスコンピューティング
環境における新たなナビゲーションサービスを提案し、それを実現するプラットフォーム
のアーキテクチャとして、エージェントと場が自然に導入できることを示した。本アーキ
テクチャでは、携帯端末上のソフトウェア（個人エージェント）が移動先で接続する複数
のサービスアプリケーションの変化に自律的に適応できるようにするために、場自体に移
動性を持たせた”動く場”と、動く場を用いたガイドエージェントグループの自動構成に
よる適応メカニズムを導入している。本アーキテクチャに基づき、ナビゲーションサービ
スを開発するためのプラットフォームを実装した。これにより、ユーザの意図を反映した
きめ細かなナビゲーションサービスを実現できるとともに、サービスを提供する地域やサ
ブエリアが変わっても、ユーザの個人エージェントおよびガイドエージェントのグループ
化によってその変化への適応が可能となることを示した。本アーキテクチャでは、自律的
な適応手段の実現の問題は、ガイドエージェントがどのサービス提供場所に移動し、移動
先のガイドエージェントに何を要求するかという問題に帰着される。
表 6.1は、以上の各論を、適応の対象となる環境の変化、メタレベルとベースレベルの
分離、場および移動に基づく自律的適応部分のアーキテクチャの項目でまとめたもので
ある。
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表 6.1 各論のまとめ
１．携帯機器の状態変化
に対する自律適応アーキ
テクチャ
２．場の概念に基づいたソフト
ウェアアーキテクチャ
３．エージェントグルー
プ構成による適応アーキ
テクチャ
環境の変化 稼動ハードウェア環境（携
帯機器）のリソース状況
（バッテリ）の変化
機能要求の変化や処理すべき
メッセージの変化などソフト
ウェア上の処理要求の様々な変
化
エージェントの複数連携
の変化（個人エージェン
トと連携する複数のサー
ビスエージェントの変化）
メタ（自律適応実現
部）とベース（アプ
リケーション）の分
離方法
バッテリ切れという変化
に危機管理センターエー
ジェントが適応方法を
策定。アプリケーション
エージェントは所定クラ
スのサブクラスとするだ
けで適応可能となる
エージェントごとにメタレベル
記述とベースレベル記述の枠組
みを用意。メタレベルプログラ
ムはベースレベルメッセージの
処理方法を制御したり、ベース
レベルプログラムをデータとし
て扱うことが可能
複数のガイドエージェン
トが適応を実現する。す
なわち、個人エージェン
トとサービスエージェン
トの間に介在し、連携の
変化に対する適応を実現
する
場および
移動に基
づく自律
的適応実
現部の
アーキテ
クチャ
変化の感
知・理解
危機管理センターエージ
ェントが携帯機器のバッ
テリ状況を監視し、バッ
テリ切れの時期を予測
他エージェントからのメタレベ
ルメッセージ。またはベースレ
ベルにおける未知の処理要求を
メタレベルが感知
ポータルのガイドエージ
ェントが個人エージェン
トから新たな場所のサー
ビス要求を受けることで
感知
適応方法
の策定
各アプリケーションエー
ジェントの属性に基づき、
アプリケーションエージ
ェントの移動先、順番、時
期をプランニング。プラ
ンニングをプログラミン
グ
場の出入りにより、ベースレベ
ルプログラムを自動的に変更で
きる。適応のためにどの場にど
のように移動するかのメカニズ
ム（環境切り替えによる適応、
場への巡回による機能獲得）を
プログラミング
各場所のガイドエージェ
ントがどの場所に移動し、
移動先のガイドエージェ
ントに何を要求するかの
ルールをプログラミング
適応の実
行（何が
どう変わ
るのか）
アプリケーションエー
ジェントが危機管理セン
ターエージェントの指示
に従い、他の機器に移動
する（環境切り替えによ
る適応）
所属する場を切り替えたり、場
を巡回することにより、ベース
レベルのプログラムが動的に変
化する。これまで持ち合わせて
いないインタフェースのメソッ
ドの追加も可能
個人エージェントと複数
のガイドエージェントで
構成されるグループの構
成がサービス提供場所ご
とに変化し、連携サービ
スが変化する
各論の個別課題については 3 章から 5 章に記した通りである。本章ではユビキタスコ
ンピューティング環境におけるシステムの局所性とエージェントの移動性に基づいた自律
適応実現のアプローチの適用可能性を考察し、今後の課題としてまとめる。
場所等から想起されるシステムの局所的対象を見出し、独立した記述単位でその局所
的対象を記述することは、関心事の分離（Separation of Concerns）に原理に沿ったソフ
トウェアのモデル化のアプローチということもできる。こうした局所性に関する concern
は、現時点においては、実世界の場所やネットワーク上のノードなどの場所から想起され
るものと、実世界の組織、人の間での対話・会議や人間関係など、コミュニティやインタ
ラクションから想起されるものがあげられる。
しかしながら、これらの観点でソフトウェアシステムを局所的対象物と移動性を持つ
エージェントで切り分けることによって、開発時に想定しえなかった変化も含め、あらゆ
106
る環境の変化に適応できるアーキテクチャとなっているわけではない。本アプローチによ
る自律適応型ソフトウェアがどのような状況の変化に自律的に適応できるようになるのか
については、現状ではいくつかの事例・分野を取り上げているに過ぎない。本アプローチ
の適用可能性を明らかにするには、場所やコミュニティのメタファーによる局所性と移動
性がどのような種類の自律的適応の実現に有効なのか、システム開発の際に、どのような
手順や指針に従ってこうした Concernを切り出せば良いのか、さらには、場所やコミュ
ニティのメタファー以外に自律的適応の実現に有効な局所性のメタファーが存在するの
か、といった分析が必要になる。関心事の分離に基づいたソフトウェア開発方法論の研究
分野である AOSD(Aspect Oriented Software Engineering)[61] におけるモデリング手
法や適用事例などの研究 [62, 64, 63, 73, 74, 72, 75, 76] や、いわゆるソフトウェアの発
展や進化を科学的に理解する様々な研究 [137]の活用はこうした分析に有用であること考
えられる。
一方、本論文でとりあげている局所性に近い概念として、ユビキタスコンピューティ
ング環境おける"Context" という概念が存在する。Context という言葉はユビキタスコ
ンピューティング以前から言語学、人工知能など様々な分野で使われている概念であり、
その定義も様々である (たとえば、サーベイ文献 [138] に定義の例示がある）。ユビキタ
スコンピューティング環境における Context の典型は位置情報に代表されるユーザをと
りまく実世界の情報であるが、Context の内容はそうした情報に限定されるわけではな
い。Context を入力として様々な処理を行うシステムを構築する技術は"Context-aware
Computing"と呼ばれ、すでに数多くの研究が行われている。本論文の 5.1節で記したシ
ステムもその一つに位置づけられる。この研究にあるように、本論文が提唱する自律適応
型ソフトウェアは"Context-aware Computing"に基づく様々なシステムをより柔軟かつ
ロバストにする可能性を持つが、その有効性の実証にはさらなる事例開発と研究が必要で
ある。
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付録 A
ミドルウェア EASTERにおけるサ
ンプルアプリケーション
A.1 数値計算アプリケーションのコード例
A.1.1 クラス NibunAgent
public class NibunAgent extends EscapeAgent
implements Serializable {
Nibun nb;
public void create(){
nb = new Nibun(this);
nb.start();
}
/**
* シェルターホストへ退避する直前に起動される処理．
* Class Nibunへの割り込み処理を行う．
*/
public void escapeCompletely() {
nb.interrupt();
}
/**
* シェルターデバイスに到着した際に，
* 実行されるべきコールバックメソッド
* 本例題の場合は計算の再開メソッド
*/
public void recoverCompletely() {
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System.out.println("Restart");
nb.restart();
}
/**
* 退避行動として，スナップショットデータの保存を
* 行う際のメソッド（本アプリケーションでは利用していない）
*/
public void escapeToFile() { }
}
A.1.2 クラス Nibun
public class Nibun extends Thread implements Serializable {
int n;
double a, b, c, x, fa, fb, fc, eps;
NibunAgent parent;
long time;
public Nibun(NibunAgent na) {
parent = na;
}
public void run() {
time = System.currentTimeMillis();
for( int i = 0 ; i < 100 ; i++ ) {
// 初期値
a= -100.0; b=0.0;
c=0.0; x=0.0; fa=0.0; fb=0.0; fc=0.0; eps=1.0;
// 計算処理本体
while(eps>1.0E-5) {
try {
Thread.sleep(1000);
c = (a + b) / 2;
fa = calc(a);
fb = calc(b);
fc = calc(c);
if(fa*fc<0) {
b = c;
fb = fc;
120
}
else if(fb*fc<0) {
a = c;
fa = fc;
}
else {
System.out.println("Error");
break;
}
eps = Math.abs(b-a);
}
catch(InterruptedException e) {
System.out.println("Break");
System.out.println("CurrentResult:"+c);
}
}
}
System.out.println("Result:"+c);
System.out.println("Exec Time:"
+(System.currentTimeMillis()-time));
}
// 求解対象の方程式 x*x-2=0
double calc(double x) {
double f = 0.0;
f = x * x-2.0;
return f;
}
// 計算処理再開用のメソッド
public void restart() {
System.out.println("Restart,CurrentResult:"+c);
time = System.currentTimeMillis();
while(eps>1.0E-5) {
c = (a + b) / 2;
fa = calc(a);
fb = calc(b);
fc = calc(c);
if(fa*fc<0) {
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b = c;
fb = fc;
}
else if(fb*fc<0) {
a = c;
fa = fc;
}
else {
System.out.println("Error");
break;
}
eps = Math.abs(b-a);
}
System.out.println("Result:"+c);
System.out.println("ExecTime:"
+(System.currentTimeMillis()-time));
}
}
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付録 B
エージェント指向言語 Flage
Flage(Flexible agent) は、エージェントと場の概念に基づいたソフトウェア記述のた
めの Prolog拡張言語である。本付録では、その言語の詳細仕様を記す。
B.1 Flageの詳細仕様
Flageでは、ソフトウェアをエージェントと場で記述する。エージェントおよび場の記
述のための言語仕様を以下に記す。
B.1.1 エージェント
エージェントは、自らの状態を保持するローカル変数（以降、属性と呼ぶ）とそれに対
して操作を行なうメソッドで構成される並行オブジェクトである。エージェントの状態
(属性の値)は当該エージェント自身によってのみ直接参照でき、変更が可能であるものと
する。
各エージェントの動作は、他のエージェントやユーザ（ユーザインタフェース）から受
信したメッセージにパターンマッチできるメソッド呼び出されることによって起動され
る。他のエージェントからのメッセージは、メッセージキューに入れられ、到着順に逐次
的に処理される。
エージェント間のメッセージ通信には、メッセージ送信後に相手からの返信メッセージ
を受け取るまで待ち続ける（すなわち、以降の動作を中断する）同期型メッセージと返信
メッセージを待たない非同期メッセージが行える。
メッセージの送信方法には，エージェントの識別子を指定した送信 (一対一通信)と，場
への送信が存在する．場へのメッセージ送信が行なわれた場合，その時点において、場に
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属しているエージェントにそのメッセージがマルチキャストされる．一対一通信では同期
および非同期型の通信を用意し，マルチキャストには非同期型の通信を用意している．
また，エージェントは場の変化や要求の変化に動的に適応するために，自らの定義を
データとして扱い，動的に変更を行なう．この機能を実現するため，エージェントはメタ
レベルとベースレベルの二層構造 (メタ構造)を持つ．
■エージェントの定義
エージェント記述の文法規則を以下に示す。
agent-exp ::= "agent(" agentID "," metaDefinition "," baseDefinition ")"
agentID ::= GroundTerm
metaDefinition ::= "meta{null}" |
"meta{" [attributeDefinition]
[methodDefinition]
[specDefinition] "}" |
"meta{" include(filenames)"}" |
"meta{" include(filenames),
[attributeDefinition]
[methodDefinition]
[specDefinition] "}"
baseDefinition ::= "base{null}" |
"base{" [attributeDefinition]
[methodDefinition]
[specDefinition] "}"
attributeDefinition ::= "attribute " "(" attr {"," attr}* ")"
methodDefinition ::= "method " "(" mthd {"," mthd}* ")"
specDefinition ::= "spec " "(" spec {"," spec}* ")"
filenames ::= GroundTerm | list of GroundTerm
attr ::= attributeID "=" val
attributeID ::= Symbol
val ::= Term
mthd ::= mtd-pttn "::" proc
mtd-pttn ::= "#" Term | Term
proc ::= agentTerm "<=" msg-pttn
| fieldTerm "<<=" msg-pttn
| attribute-term ":=" "(" agentTerm "<=" msg-pttn ")"
| attribute-term ":=" val
| param "=" val
| param "=" "(" agentTerm "<=" msg-pttn ")"
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| "(" proc ";" proc ")"
| "if" booleanExp "then" "(" proc ")" [ "else" "(" proc ")"]
| proc-call
agentTerm ::= Term | Term "@" node-name
fieldTerm ::= node-name | Term | Term "!" node-name
node-name ::= Symbol
attribute-term ::= Symbol | Var
param ::= Var
proc-call ::= Term
msg-pttn ::= "m(" level "," Term ")"
spec ::= PrologClause
level ::= meta | base
Symbol は prolog の原始記号，Term は一般の項 (prolog と同じ形式の項で、定義中
で利用される特殊記号の項を除いたもの) である．Var はメソッドのパラメタ (Prolog
の変数と同様に扱える) を表現する文字列で、大文字または_で始まる文字列である。
GroundTermは Varを含まない数字以外の項である。PrologClauseは prologのプログ
ラム (節)である。booleanExpは，場の文法規則を参照のこと。
エージェントは、具体的には図 B.1の形式の項で定義する．
agent(aid,
metaf
attribute ( attr1 = Init1; :::; attrnm = Initnm )
method ( mthd1; :::;mthdmm )
spec ( PrologClause1; :::; P rologClausetm ) g,
basef
attribute ( attrnm+1 = Initnm+1; :::; attrnb = Initnb )
method ( mthdmm+1; :::;mthdmb )
spec ( PrologClausetm+1; :::; P rologClausetb ) g,
図 B.1 エージェントの定義
aidはエージェントの識別子，attri は属性名、Initi はその初期値である。mthdi はメ
ソッドの定義の本体である。
以上の文法規則によるエージェント定義の意味を与える。
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■属性
属性の定義 attributeは、属性名と初期値の等式の対で表現する。メソッド定義部にお
いて、属性名 Attrの属性の値は、$Attrを記述することにより参照できる。Attrと記
述した場合は、そのまま属性名の記号として扱われる。
エージェントはこの文法規則で定義する属性以外に組み込みのメタレベル属性を持つ
(表 B.1)。これらの属性の値の更新は、処理系により自動的に行なわれ、エージェント自
身が値を変更することはできない*1。
表 B.1 組み込みのメタレベル属性
属性 内容
field 現在、入っている場のリストを保持する
field_log 現時点までで外に出た場のリストを保持する。エージェントが場を出るた
びにリストの先頭にその場の名前が追加される。また、当エージェントが生
成されたノード名が born(ノード名)の形式で最初に保持される。
history ベースレベルの変更履歴を保持する
■メソッド
メソッドの定義は，図 B.2のような形式の項である。
Method :: ( SubMethod 1;
SubMethod 2;
...
SubMethod n )
図 B.2 メソッドの定義形式
左辺の Methodは外部メソッドのパターン (#Termの形の項)、または内部メソッドの呼
びだしパターン (#が頭についていない項)である。
右辺は Method の処理手続き本体で，SubMethod 1 から SubMethod n の順番で逐次
的に実行される．各 SubMethod i(1 · i · n) は，属性やパラメタ（prolog 変数）への
*1 属性 fieldを除いては、プリミティブメソッドによる初期化は可能である
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代入、メッセージ送信、if文、内部メソッド呼びだし、のいずれかである。繰り返しはメ
ソッドの再帰呼び出しで表現する。
各 SubMethod i(1 · i · n)は，以下の文のどれかである (文法規則を参照のこと)。
² 属性への値の代入 (attribute-term := val)
² パラメタへの値の束縛 (param = val)
² 非同期メッセージ送信 (agentTerm <= msg-pttn)
メッセージ (msg-pttn) をエージェント (agentTerm) に送ることを表す．送信先
は、実行時に決まっていればよい。すなわち、agentTerm はその文が実行される
ときに ground termでなければならない。
² 同 期 メ ッ セ ー ジ 送 信 (attribute-term := (agentTerm <= msg-pttn),
param = (agentTerm <= msg-pttn))
attribute-term := (agentTerm <= msg-pttn) は，問い合わせメッセー
ジ (msg-pttn) を、エージェント ( agentTerm) に送信し，その返答値を属性
(attribute-term)に代入することを表す．エージェントが返答を待っている間，
メソッドの実行は中断される。param = (agentTerm <= msg-pttn) も同様で、
返答値がパラメタ paramに束縛される。返答は、m( レベル , reply( 問い合わせ
メッセージ , 返答値 )) の形式 (reply形式)で送られてくる。すなわち、問い合
わせメッセージを受けたエージェントは reply形式で返答メッセージを送らなけ
ればならない。
² 場へのブロードキャスト (fieldTerm <<= msg-pttn)
場 (fieldTerm) へのマルチキャストを意味する。送信先は、実行時に決まってい
ればよい。すなわち、fieldTermはその文が実行されるときに ground termでな
ければならない。fieldTerm の文法規則の Term は同一ノード内のフィールドを
指す。Term!node-name はノード node-name 内のフィールド Term を意味する。
プログラムではこれらのうちいずれかの形式で場を指定する。
² if文 (if BooleanExp then ( proc ) [ else ( proc )])
² 内部メソッド呼び出し (proc-call)
繰り返しは内部メソッドの再帰呼び出しで表現する．
■関数
spec( : : : ) は、値を計算するための、副作用のない関数を prolog プログラムで定義す
る。関数を表現したゴールは、spec内でトップレベル述語となる二引数以上のゴールで
あり、もっとも右の引数を除いて入力とし、もっとも右の引数を出力とする。したがっ
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て、関数は一つ以上の引数をもたなくてはならない。ゴールが失敗した場合、エラー値
(error)を返す。
また、specの定義の中では、prolog組み込み述語もそのまま利用できる。ただし、副
作用を防ぐため、spec内での定義では、assert/retractおよびファイル入出力など外部イ
ンタフェースの利用は禁止される*2。また、prologの組み込み述語自身もブール値関数と
して利用できる。
関数呼び出しはメソッドの本体部 (::の右部分)でのみ有効であり、メソッドの頭部 (::
の左部分)の中に書いてあっても関数は起動されず、単なるパターンとして扱われる。メ
ソッド本体部で関数呼び出しが行なわれる箇所は以下の箇所である。
² 属性またはパラメタへの代入文の右辺
² if 文の条件部
関数の計算では、まず、ゴール引数内の属性値の参照式$attrが属性値に変換され、そ
の後、spec部の prologプログラムのゴールが呼び出される。計算は関数呼び出しの項に
対し、最内最左戦略で行なわれる。
関数呼び出しの起動は、オペレータ'\' で抑えることができる。たとえば、
append([1,2],[3]) は [1,2,3] と 計 算 さ れ る が 、\append([1,2],[3]) は
append([1,2],[3])という項として扱われる。
データ、関数、述語
Flage は QuintusProlog をベースに作られており、Flage と QuintusProlog で扱える
データの種類は同一である。また、QuintusProlog で提供されている四則演算などの組
み込みの関数をそのまま利用できる。また、組み込み述語は、メソッド定義部ではブール
値関数として利用できる。=は関数として利用できるだけでなく、ユニフィケーション機
能も持つ。関数定義部では組み込み述語はそのまま組み込み述語として利用できる。ただ
し、assertや retract、ファイル入出力など副作用のある述語を使ってはならない。
エージェントによるメッセージ処理
他のエージェントから届いたメッセージは，まず，エージェントのメッセージキューに
入れられる。このキューは優先度付きキューで，メタレベルメッセージがベースレベル
メッセージより優先されて処理される（メタレベル、ベースレベルについてはメタ構造の
*2 現在の処理系はチェックは行なわないので、エラーとして検出しない
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節を参照のこと）。各レベルでのメッセージはキューへの到着順に処理される。メッセー
ジの処理は、外部メソッドの頭部とメッセージのマッチングを行い、メッセージとマッチ
する外部メソッドを実行することによって行なわれる。ただし、ベースレベルのメッセー
ジの場合、その処理方法がメタレベルの定義によってカスタマイズされていれば、カスタ
マイズされた方法に従って処理が行われる。
ファイル入出力
ファイル入出力は、B.1.6章にあるような、prolog述語の呼び出しを利用して実現する。
この機能を利用することにより、QuintusPrologで提供している多くのファイル入出力機
能をそのまま利用できる。
メタ構造
各エージェントはメタレベルとベースレベルの２層構造 (メタ構造)を持ち，各レベル
で属性、メソッド、関数を定義する。メッセージも２種類存在し、１つはメタレベルで、
もう１つはベースレベルで処理される。
メタレベルのメソッドは、ベースレベルの定義や状態 (属性値)をデータとして扱い、変
更することができる。これに対して、ベースレベルのメソッドはベースレベルの状態のみ
を操作することができる。また、メタレベルメソッドは、送信先のエージェントに対し、
メタレベルメッセージだけでなく、ベースレベルメッセージを送信できるのに対し、ベー
スレベルメソッドはベースレベルメッセージのみを送信可能である。
メタレベルには、ベースレベルのメッセージをベースレベルの定義で解釈実行するイン
タプリタとそれに関連する手続きを定義できる。具体的には、ベースレベルのインタプリ
タの、所定のプロトコル (メタプロトコル)を利用したカスタマイズ、および、カスタマイ
ズしたそのインタプリタから呼び出される手続き (たとえば、ベースレベルの定義変更手
続きなど)を定義できる。
メタプロトコル
メタプロトコルはインタプリタ実行中におけるいくつかの特定の時点（実行ポイント）
で行う処理を再定義するための言語機能である。たとえば、受け取ったメッセージが未知
のものである場合、またはある特定の条件を満たしていることが分かった場合の処理の定
義などをメタプロトコルを利用して再定義する。メタプロトコルによるカスタマイズは内
部メソッドの定義と同様の形式で表現する。具体的には、プロトコル名 (ProtocolName)
とその場合の処理手続き (EP Procedure)は、ProtocolName::EP Procedure という形
129
式で表現される。以下にメタプロトコルとそのデフォルトの処理内容を示す。
exec message(Sender,m(base,Msg)) キューから取り出したメッセージ m(base,Msg)の
処理を定義する (Senderは送信元エージェントの名前)。
デフォルトでは、Msgをベースレベルメソッドの定義にしたがって処理する。ベー
スレベルにマッチするメソッドがない場合、Senderにエラーメッセージを送信し、
処理は何も行なわない。
err message(Receiver,Msg) キューから取り出したメッセージ Msg がエラーメッ
セ ー ジ (error(m(base,Message))、error(mail(m(base,Message)))、
error(broadcast(m(base,Message)))) の場合の処理を定義する (Receiverは
送信先エージェントまたは場の名前)。
デフォルトでは、エージェントの起動を行なうトップレベルウィンドウにエラー
メッセージ error(Msg)の表示メッセージを送信する。
exec local(LocalMthd) 内部メソッド LocalMthdの処理を定義する。
デフォルトでは、内部メソッド LocalMthdをベースレベルメソッドの定義にした
がって処理する。 ベースレベルにマッチするメソッドが存在しない場合、そのエー
ジェントのインタプリタがアボートされる。
wait(Receiver,m(base,Msg)) エージェントが Receiverに送ったベースレベルメッセー
ジ m(base,Msg)の返事を待っている状態になっている場合の処理を定義する 。
デフォルトでは、返答メッセージが来るのを待ち続ける。
ui window(File) 右辺に tcl(File)と指定し、Tcl/Tkのプログラム File をエージェン
トのユーザインタフェースウィンドウとして起動する (B.1.5章を参照のこと)。
デフォルトでは、ユーザインタフェースウィンドウは起動しない。
ui window(Wish,File) 右辺に tcl(Wish,File)と指定し、Tcl/Tkのプログラム Fileを
Wishで起動し、エージェントのユーザインタフェースウィンドウとする (B.1.5章
を参照のこと)。
デフォルトでは、ユーザインタフェースウィンドウは起動しない。
以下のメタプロトコルはエージェントの場の出入りの動作に関連するものである。場の
出入りについては B.1.3章を参照のこと。
adapt enter ¯eld(Field,Result) 場 Field に入る時に、エージェントが場に入るための
条件を満たさなかった場合の適合メソッドを定義する。Result には適合の解
となるベースレベル定義 (属性名=属性値のリスト) を返す。場に入るメソッド
enter(Field,EnterResult) は、この結果 Result に基づいた適合を行ない、
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EnterResult に success を返す。Result が fail の場合は EnterResult に
fail を返すだけでエージェントは場には入らない。デフォルトでは Result に
fail を返す。
adapt always ¯eld(Attr,Fields,Result) エージェントが属性 Attr の値を変更する際に、
現在属している場 Fields(場のリスト)で常に成り立つ条件を侵した場合の適合メ
ソッドを定義する。Result には適合の解となるベースレベル定義 (属性 Attr の
属性値)を返し、これに基づいた実際の代入を行なう。Resultが failの場合、状
態変更を行なったメソッド実行を中止し、条件を侵す直前の状態に戻す。
デフォルトでは、Resultには failを返す。状態変更を行なったメソッドの実行
は中止され、状態は条件を侵す直前に戻される。
adapt exit ¯eld(Field,Result) 場 Field を出る時に、エージェントが場を出るための
条件を満たさなかった場合の適合メソッドを定義する。Result には適合の解
となるベースレベル定義を返す (属性名=属性値のリスト)。場を出るメソッド
exit(Field,ExitResult)は、この結果 Result に基づいた実際の適合を行ない、
ExitResult に success を返す。Result が fail の場合、ExitResult に fail
を返すだけで場を出ない。
デフォルトでは Resultに failを返す。
メタレベルのプリミティブメソッド
メタレベル特有のプリミティブメソッドとしては、ベースレベル定義の参照／変更や場
への出入り、ベースレベルのメソッドをエージェント内で模擬実行するなどの機能が用意
される。以下にその一覧を示す。メソッドの引数で +のついているものは入力の引数、-
のついているものは出力の引数である。
■ベースレベルにアクセスするメソッド
refer base de¯nition(+Part,-Def) ベースレベルの定義を参照し、パラメタ Def に返す
(リスト形式)。Partでは、参照する場所 (外部メソッド public_method、内部メ
ソッド local_method、関数定義 spec、属性定義 attribute、場固有メソッドの
インタフェース情報 method_info)を指定する。Partがメソッドの場合はメソッ
ド定義のリスト、関数の場合は関数定義 (prolog節)のリスト、属性の場合は属性
定義のリストが、Defに返される。ただし、属性の値はプリミティブ発行時のもの
とする。method_infoについては B.1.2章を参照のこと。
write base de¯nition(+Part,+Def) ベースレベルの定義を Def に書き換える。Part で
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は、参照する場所 (メソッド method、関数定義 spec)を指定する。
add base attribute(+Attr=Val) ベースレベルに新たな属性 Attr=Val(属性名=初期値)
を加える。
del base attribute(+Attr) ベースレベルから属性 Attr を削除する。
refer base attribute(+Attr,-Val) ベースレベルの属性 Attr の値を Valに返す。
write base attribute(+Attr,+Val,-Result) ベースレベルの属性 Attrを Valに書き換え
る。書き換えることにより、エージェントが場の条件を侵す場合は、書き換えは
起こらず、Resultに failを返す。条件を侵さない場合は、書き換えが行なわれ、
Resultに normalを返す。
method test(+Method,+Call,-Result) Methodで指定されるベースレベルメソッドを呼
び出し情報 (入力データ列)Call を用いて実行テストを行ない、その結果をパラ
メタ Resultに返す。Methodはメソッド名/アリティの項、Callはメソッド呼び
だしの引数データのリスト、それ以降は返事待ちメッセージの返事データで構成
されるリスト、Result は、実行後の呼び出しパターン、実行で引き起こされる
状態遷移、発信メッセージのリストのタプルである。 メッセージのリストには、
create/copy/kill agent(ID)と exec tcl(Com)も含まれる。また、場の属性への読
み書きメソッドが入っているメソッドはテスト実行できない。
func test(+Func,+Call,-Result) Funcで指定される関数を Callを用いてテスト実行し、
結果を Resultに返す。Funcは関数名/アリティであり、Callはその引数となる
リストである。
■ベースレベル実行を制御するメソッド
pick base msg(-Msg) キューに入っている先頭のベースレベルメッセージを取り出し、
Msgに{Sender,m(base,Message)}を返す。
check reply(+Msg,-Result) メッセージキューに Msg の返事メッセージが来ていたら
Resultに trueを返し、来ていなかったら falseを返す。
refer continue(-Proc) ベースレベルメソッド実行が中断した状態にあるとき、その残り
の手続きを Proc(手続きのリスト) に返す。中断した状態にないとき、空リストを
Procに返す。
change continue(+NewProc) ベースレベルメソッド実行が中断した状態にあるとき、そ
の残りの手続きを NewProc に変更する。中断した状態にないときは何もしない。
resume(-Result) ベースレベルメソッド実行が中断した状態にあるとき、残りのベース
の手続きを再開する。手続きが正常に終了した場合は、Resultに normalを返し、
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異常終了 (アボート) した場合は、その他の値 (fail など) を返す。中断した状態
にないときは何もしない。この場合、Resultには normalを返す。
know(+m(base,Msg),-Result) Msg がベースレベルの外部メソッドのどれかとマッチす
る場合、パラメタ Resultにマッチしたメソッドの本体を返し、マッチしない場合、
パラメタ Resultに falseを返す。
interpret(+m(base,Msg),-Result) ベースレベルメッセージ Msgの解釈実行を行なう。解
釈実行が正常に終了した場合は、Resultに normal を返し、異常終了 (アボート)
した場合は、その他の値 (failなど)を返す。
know local(+LCall,-Result) 内部メソッド呼びだし LCallに対し、それとマッチする内
部メソッドがベースに存在していれば、マッチを行なったその本体を Resultに返
し、存在していなければ、falseを Resultに返す。
interpret local(+LocalMethod,-Result) ベースレベルの内部メソッド LocalMethod の
解釈実行を行なう。解釈実行が正常に終了した場合は、Resultに normal を返し、
異常終了 (アボート)した場合は、その他の値 (failなど)を返す。
interpret seq(+Seq,-Result) ベースレベルメソッドの手続きのリスト Seqの解釈実行を
順に行なう。解釈実行が正常に終了した場合は、Resultに normal を返し、異常
終了 (アボート)した場合は、その他の値 (failなど)を返す。
exec base spec(+Spec,-Result) ベースレベルの関数 Specの解釈実行を行ない、結果を
Resultに返す。
■場に関連したメソッド
enter(+Field,-EnterResult) 場 Field に入る (B.1.3 章を参照のこと)。場に入ることに
成功した場合、EnterResultに success を返し、失敗した場合、Resultに fail
を返す。
exit(+Field,-ExitResult) 場 Fieldを出る (B.1.3章を参照のこと)。場を出ることに成功
した場合、ExitResult に success を返し、失敗した場合、Result に fail を
返す。
leave(+Field,-ExitResult) 場 Field を出る (B.1.3 章を参照のこと)。leave で場を出る
と、その場のメソッドはエージェントのベースレベルからすべて削除される。場を
出ることに成功した場合、ExitResultに successを返し、失敗した場合、Result
に failを返す。
move node(+Node1,+Node2) ノード Node1を出て、ノード Node2に入る (B.1.4章を
参照のこと)。
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move node bymail(+Node1,+Node2) Sendmail を用いた move node(Node1,Node2)
を実行する (B.1.4章を参照のこと)。
read(+Field,+FA,-Val) 場 Fieldの属性 FAを読み、Valに値を返す (B.1.2章を参照の
こと)。場の中では、場固有のメソッドとしてベースレベルメソッドから呼び出
せる。
write(+Field,+FA,+Val) 場 Fieldの属性 FAに値 Valを代入する (B.1.2章を参照のこ
と)。場の中では、場固有のメソッドとしてベースメソッドから呼び出せる。
list ¯eld attributes(+Field,-AttrList) 場 Fieldの場固有の属性名リストを AttrListに
返す (B.1.2 章を参照のこと)。エージェントが場 Field の中にいる時は場固有の
属性のすべてのリストを返し、場の外にいる時は、外からアクセスできる属性のリ
ストを返す。
add ¯eld attribute(+Field,+AttrDef) 場 Field に、AttrDef の定義の場の固有属性を
追加する。AttrDefは{Attr=Init,R,W,IOProc}の形式の属性定義である (B.1.2
章を参照のこと)。
add adapt method(+AMDef) AMDef(場の制約に適応するためのメソッド定義) をエー
ジェント内のメソッドとして取り込む (B.1.3章を参照のこと)。
del adapt method(+AMDef) AMDef(場の制約に適応するためのメソッド定義) をエー
ジェント内のメソッドから削除する (B.1.3章を参照のこと)。
ask adapt method(+AdaptMethod,-Result) AdaptMethodで指定したパターンの場の制
約に適応するメソッドをエージェントが持っている場合、Resultに trueを返し、
そうでない場合は falseを返す (B.1.3章を参照のこと)。
create ¯eld/3 場を生成する (B.1.2章を参照のこと)。
create ¯eld/2 場を生成する (B.1.2章を参照のこと)。
load ¯eld/4 場をファイルから生成する (B.1.2章を参照のこと)。
load ¯eld/3 場をファイルから生成する (B.1.2章を参照のこと)。
load ¯eld def/3 場の定義をファイルから獲得する (B.1.2章を参照のこと)。
create net ¯eld/4 ノードを跨った場を生成する (B.1.4章を参照のこと)。
erase net ¯eld/1 ノードを跨った場を消去する (B.1.4章を参照のこと)。
delete ¯eld/1 場を消去する (B.1.2章を参照のこと)。
path info/3 エージェントが現在入っている場と移動したい場との間の経路情報を収集
する (B.1.2章を参照のこと)。第一引数は移動の出発の場で、第二引数は移動した
い場である。このメソッドは、これらの場の間を移動するのに必要な経路を各場の
場に入るための制約 (conn(F)または conn(F1) or ... or conn(Fn)の形の式
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に限る)から計算し、第三引数に経路 (出発の場から目的の場まで移動する場のリ
スト)を返す。
■その他のメソッド
refer history(-History) ベースレベルメソッドの変更履歴を Historyに返す (B.1.1章を
参照のこと)。
refer original(-Def) エージェント生成時の定義、属性値を Def に返す。
initialize エージェントの定義、属性値を生成時の状態に戻す。
initialize(+Attr) エージェントのメタレベル組み込み属性 Attr(field_log または
history)を初期化する。
save agent(+File) エージェントを File で指定されたファイルに保存する。メタ、ベー
スの状態や所属している場、メッセージキューの状態もすべて保存される。
restore agent(+File) File で指定されたファイルに保存されているエージェントをリス
トアする。このエージェントが所属していた場が存在していない場合は、リストア
に失敗する。
メタレベル履歴管理
ベースレベルの定義の変更履歴を最新の定義も含め、メタレベルで保持／管理するこ
とができる。変更履歴はメタレベルの組み込み属性 historyに記録される。変更履歴は
{HistRec,OriginalBase}という形式のデータで属性 historyに保持される。HistRec
は、変更の原因となったメタプリミティブメソッド、変更部分の変更場所およびその部分
の変更前の項、変更後の項の 4-タプルを要素としたリストである。一方、OriginalBase
はエージェント生成時のベースレベルの定義である。HistRecの要素のデータ形式およ
び意味について、詳細を以下に示す (場に関しては B.1.2章以降を参照のこと)。
(write base de¯nition, MthdSpec,Old,New) エージェントがベースレベル定義を書き換
えるプリミティブを実行したときの変更履歴。MthdSpecは、変更を行なった定義
部を表しており、methodまたは specである。Old は変更前の定義、Newは変更
後の定義である。
(add base attribute,attribute,Old,New) エージェントがベースレベルの属性を増やすプ
リミティブを実行したときの変更履歴。Oldは []であり、Newは追加する新たな
属性定義である。
(del base attribute,attribute,Old,New) エージェントがベースレベルの属性を削除する
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プリミティブを実行したときの変更履歴。Old は削除する属性名であり、New は
[]である。
(write base attribute,attribute,Old,New) エージェントがベースレベルの属性値を変更
するプリミティブを実行したときの変更履歴。Oldは変更前の古い属性値である。
Newは新たな属性値である。
(enter(F,PL),AMS,OldDef,NewDef) エージェントが場 Fに入った時の変更履歴。PLが
global の場合、この変更は場を出た後も保持される。PL が local の場合、こ
の変更は場を出た後は保持されない。AMS は変更された定義部を表しており、
attribute、method、specのいずれかである。OldDefは消滅した定義、NewDef
は新たに定義された部分である。変更履歴は globalの属性定義、メソッド定義、
関数定義、localの属性定義、メソッド定義、関数定義の順に記録される。
(exit(F),restore,old,new), (leave(F),restore,old,new) エージェントが場 F を出た時の変
更履歴。エージェントが場を出る時、場固有のメソッドの一部は保持されず、保持
されない定義の部分だけ、場に入る前の定義に戻る。restore,old,new は単なる
記号である。
(enter Node,null,null,null) 新たなノード Nodeに入った時の履歴である。
(exit Node,null,null,null) これまでのノード Nodeから出た時の履歴である。
エージェントの生成、消滅
エージェントの生成、消滅の機能は、以下のプリミティブメソッドとして提供される。
エージェントの名前はそのノード内で一意でなくてはならない。
create agent/2 エージェントを生成する。第一引数はエージェントの定義である。生成
されたエージェントは、このメソッドを発行したエージェントと同じ場に属する。
生成されたエージェントはこれらの場に入るための条件を満足していなければなら
ない。生成に成功すると、第二引数に successを返し、失敗すると failを返す。
copy agent/2 自らと同じ定義のエージェントを同じ場で生成する。第一引数は生成した
エージェントの識別子である。コピーに成功すると、第二引数に successを返し、
失敗すると failを返す。ただし、copy_agent/2は、自分が生成されたノードと
同一ノード上でのみ実行できる。
load agent/5 ファイルから１つのエージェントの定義を読み込み、エージェントの識別
子、属性の初期値を指定して、エージェントを生成する。第一引数はファイル名、
第二引数はエージェントの識別子、第三引数はメタレベルの属性の初期値 (属性名
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=属性値のリスト)、第四引数はベースレベルの属性の初期値である。生成に成功
すると、第五引数に successを返し、失敗すると failを返す。
load agent/3 ファイルから１つのエージェントの定義を読み込み、エージェントの識別
子を指定して、エージェントを生成する。属性値は元の定義と同じである。第一引
数はファイル名、第二引数はエージェントの識別子である。生成に成功すると、第
三引数に successを返し、失敗すると failを返す。
load agent def/2 第一引数で指定したファイルから１つのエージェントの定義を読み込
み、その定義を第二引数に返す。読み込みに失敗した場合、第二引数に errorを
返す。
kill agent/2 第一引数で指定した識別子のエージェントを消滅させる。このメソッドは
自分自身、またはその親、祖先によってのみ実行できる。消滅に成功すると、第二
引数に success を返し、失敗すると failを返す。kill_agent/2は消滅の対象
となるエージェントが生成されたノードにいるエージェントのみ*3が実行できる。
kill self/0 エージェントが自ら消滅するためのメソッドである。
その他のプリミティブメソッド、関数
上述であげたもの以外のプリミティブメソッドおよび関数を以下に示す。これらはベー
スレベルとメタレベルの両方で利用できる。
■メソッド
skip/0 何もしないメソッド
node name/1 現在、自らが所属しているノード (B.1.4章を参照のこと)の名前を第一引
数に返す。
listagents(-AGL) 現ノードに生成されているエージェントのリストを AGLに返す。
list¯elds(-FGL) 現ノードに生成されている場のリストを FGLに返す。
mail(+Agent,+m(Level,M)) sendmailを利用して、Agentに m(Level,M)を送信する。
Levelはベースレベルまたはメタレベルを表しており、値は metaまたは baseで
ある。Mはメッセージ本体である。B.1.4章を参照のこと。
mail2user(+From,+To,+Data) Toで指定されたメールアドレスに文字列 Dataを送る。
Fromにメールの送信元を指定できる。
exec tcl(+COM) ユーザインタフェースウィンドウの稼働時に、Tcl/Tk のコマンド
*3 エージェント user(B.1.5章)は、すべてのエージェントをどこででも消滅できる
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COM("で括った文字列)を実行する。
■関数
selfID/0 エージェントが自分の識別子を知るための関数
self def/2 エージェントが自分の定義を知るための関数。第一引数 ( metaまたは base)
で定義のレベルを指定する。第二引数 (属性名= 値のリスト、これは項として扱わ
れる)によって、属性の初期値を変更することができる。
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B.1.2 場
場で定義する項目として、以下のものを与える。
場の出入りに関する制約： 場への出入りに関して、エージェントに課される制約条件で
ある。条件はエージェントのベースレベルの属性に関するブール式である。エー
ジェントに課される制約条件には、エージェントが場に入るための制約、場を出る
ための制約、場で常に満たしている制約の３種類が存在する。また、エージェント
の場間の移動に関する制約も場に入る条件として定義できる。こうした定義を記述
するために、以下のようなブール値関数を用意している。
関数名 意味
last_exit(Field) 現時点で最後に出た場が Fieldである
conn(Field) 現時点で最後に入りかつ出た場が Fieldである
また、上記の関数を使わずとも、エージェントの組み込み属性 field,field_log
に対する制約条件を場に入るための条件として与えることができる。
場固有のメソッド： エージェントが場の中で利用するベースレベルのメソッド、関数お
よび属性の定義を与える。また、各メソッドの定義に対し、場を出た後もエージェ
ントがそれをベースレベルに保持するかどうかの指定ができる。メソッドを保持す
ると指定した場合、そのメソッドが参照している関数や属性も同時に保持される。
ただし、場固有の属性 (後述)にアクセスしている場固有のメソッドは場外で保持
することはできない。
場固有のメソッドとして mA が定義されている場合、エージェントが異なる定義
のmAを持っていたとしても、場に入った時点で、元の定義はオーバーライドされ
る。場を出る時に mA が保持されないメソッドとして指定されている場合、場を
出た時点で mA の元の定義が復活する。場を出る時に保持されるメソッドとして
mAが指定された場合には、場固有のメソッド定義がエージェントの新たな定義と
なる。ただし、元の定義もベースレベルの変更履歴として組み込みのメタレベル属
性 historyに保存されている。メソッドが参照している属性や関数も同様に扱わ
れる。
場固有の属性： 場におけるエージェントの共有知識を保持するための属性定義である。
各属性に対して、そのアクセスの手続き (アクセスメソッド)を個別に定義できる。
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アクセスメソッドは原則としてメタレベル定義で呼び出すものであるが、場固有の
メソッドから、これらのメソッドを呼び出すことができる。ただし、そうした場固
有のメソッドは、エージェントが場を出た後には保持されない。
デフォルトで定義されている属性がいくつか存在する。たとえば、場に入ってい
るエージェントの名前のリストを保持する属性 (field_member) や場の定義自身
に関する情報を保持するための属性 (field_def)、その場と関連がある場の名前
のリストを保持する属性 (assoc_field)、場に入るための暗証番号を保持する属
性 (key)、場の出入りにおいて場の制約に適応するメソッドを保持するための属性
(enter_adapt,exit_adapt、B.1.3章を参照のこと)などが提供される。
また、場固有の属性 field_memberや keyに関する制約式を使って、エージェン
トの場の出入りに制約条件を与えることができる。たとえば、場に入ることができ
るエージェント数の上限は field_memberの値の長さに関する制約を用いて定義
できる。
場の定義
場の記述のための文法規則は次のとおりである。
field_exp ::= "field(" fieldID ","
fieldConstraint ","
fieldMethods ","
fieldAttributes ")"
fieldID ::= GroundTerm
fieldConstraint ::= "enter" constraintDefinition "&"
"always" constraintDefinition "&"
"exit" constraintDefinition
["where" "(" spec ")" ]
constraintDefinition ::= booleanExp
booleanExp ::= AtomicBooleanExp
| booleanExp "and" booleanExp
| booleanExp "or" booleanExp
| "not" booleanExp
booleanExpDefinition ::= spec {"," spec}*
fieldMethods ::= "{" "global(" fieldMethod ")" ","
"local(" fieldMethod ")" "}"
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fieldMethod ::= "null"
| [auxAttributeDefinition]
fieldMethodDefinition
[auxSpecDefinition]
auxAttributeDefinition ::= "attribute" "(" auxattr {"," auxattr}* ")"
fieldMethodDefinition ::= "method" "(" fieldmthd {"," fieldmthd}* ")"
auxSpecDefinition ::= "spec" "(" auxspec {"," auxspec}* ")"
fieldmthd ::= mthd | mthd_info
mthd_info ::= ":- method_info(" interface {","interface}* ")"
interface ::= method-name"(" arg-info {"," arg-info}* ")" | Term
method-name ::= Symbol
arg-info ::= inout type
inout ::= "+" | "-"
type ::= Symbol
auxattr ::= attr
auxspec ::= spec
fieldAttributes ::= "field_attribute" fieldAttribute
fieldAttribute ::= "null" | "(" fAttribute {"," fAttribute}* ")"
fAttribute ::= "(" attr {"," attr}* "|"
"read" read-permit ","
"write" write-permit
["," readwrite-proc] ")"
read-permit ::= "public" | "local"
write-permit ::= "public" | "local" | "protected"
readwrite-proc ::= readwrite-mthd
[readwrite-spec]
readwrite-mthd ::= "method " "(" mthd {"," mthd}* ")"
readwrite-spec ::= "spec " "(" spec {"," spec}* ")"
Symbol、Term、GroundTermはエージェントの文法規則と同じである。
■場の制約の定義
場の制約は enter 、always 、exit の三種類の制約で構成される。
enter では場に入るためにエージェントが守らなくてはならない条件を定義する。条
件は次のいずれかのブール式、またはそれらを論理演算子で結合したブール式である。
² エージェントのベースレベルプログラムの属性に関するブール式
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² 一度に所属できるエージェント数の上限値に関するブール値の関数（現在のエー
ジェント数が上限値よりも小さければ trueを返し、そうでなければ falseを返す）
² エージェントが現在所属している場のリストに関するブール式（エージェントがこ
の場に入るために必要な、現在所属している場のリストに関する条件）
always では場に所属しているエージェントが守らなくてはならない条件を定義する。
条件はエージェントのベースレベルプログラムの属性に関するブール式である。
exit では場を出るためにエージェントが守らなくてはならない条件を定義する。条件
は次のいずれかのブール式、またはそれらを論理演算子で結合したブール式である。
² エージェントのベースレベルプログラムの属性に関するブール式
² エージェントが現在所属している場のリストに関するブール式（エージェントがこ
の場を出るために必要な、現在所属している場のリストに関する条件）
where PrologClausesは以上の３つの条件式の中で利用する関数の定義（エージェント
定義の specと同じ文法の prolog節の集合)である。whereの文は省略できる。
場の制約の例を以下に記す。
enter(length($my_attribute) < 2) & always(true) & exit(true)
where (
(length(L,N) :- length(L,0,N)),
(length([],N,N) :- !),
(length([_|L],N,N1) :- TN is N+1,!,length(L,TN,N1)) )
■場の固有メソッドの定義
場を出てもエージェントのベースレベル内に保持するメソッド (場のグローバルメソッ
ド) は global(...) で定義され、保持されないメソッド (場のローカルメソッド) は
local(...)で定義される。attr、mthd、specの構文はエージェントの文法規則と同じ
である。
また、メソッド定義部 methodには、場の外のエージェントからも参照できるメソッド情
報:- method_info(methodA(ArgInfoA1,...), methodB(ArgInfoB1,...),...) を
記述することができる。各 ArgInfo*は、入出力情報 (+ は入力、-は出力) とデータ
構造 (組み込みのデータ構造または specで定義された一引数の述語記号を表した文字列)
を指定する。例えば、ArgInfoA1が integer+の場合、整数を入力とする引数であるとい
う情報を意味する。また、+のみが記述された場合、入力であることのみを意味し、デー
タ構造に関する情報は与えられない。ただし、:- method_infoには、こうした形のイン
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タフェース情報だけでなく、任意のデータ ('...'で括られたコメント文も含む)を入れ
ることができる。
■場の属性の定義
場の属性の定義は、属性定義 (属性名=初期値)、アクセスのパーミッション指定、属性に
対するアクセス手続きから構成される。アクセス手続きの定義は省略できる。
場固有の属性に対するアクセス手続きは、以下で定める共通のインタフェースで定義さ
れる。
場固有の属性の参照 read(場の名前,場固有の属性名,属性値を返すパラメタ)
場固有の属性への代入 write(場の名前,場固有の属性名, 代入する値)
アクセスメソッドの定義では、場固有の属性の参照／代入と属性値の計算方法のみを記
述でき、エージェント間のメッセージ交信の定義を記述することはできない。エージェン
トがアクセスメソッドを実行する場合、この定義を解釈実行するが、エージェント自身の
メソッドとして実行をするわけではない。よって、アクセスメソッドの定義部には、エー
ジェントの属性の読み込みおよび書き込み、エージェント内で定義されているメソッド
および関数、プリミティブメソッドは実行できない。また、read/3, write/3 を再帰的
に定義することはできない。たとえば、read(fieldA,attributeA,Val) の定義の中で
read(fieldA,attributeA,Val0)が出てきた場合、これは単純に属性を参照する組み込
みの read/3と解釈される。ただし、他の属性への read/3, write/3が呼び出された場
合は、そのアクセスメソッドの定義に従い実行される。
アクセスメソッドの定義がない場合は単純に read/writeを行なう組み込みのメソッド
が呼び出される。組み込みのメソッドでは、属性アクセスに関する排他制御も行われて
いる。
また、属性に prologのデータベースを利用できる。たとえば、write(Field,Attribute,Val)
を行なうと、場 Fieldの属性 Attribute 専用の prologデータベースに Valが登録され
る。read(Field,Attribute,Val) を行なうと、属性 Attributeの prologデータベー
スにゴール Valの問い合わせを行なう。ゴールが失敗した場合は、falseを返す。属性
に prologのデータベースを利用するには、以下のような形式で属性の初期値を設定する。
Attribute = create_db(InitValue)
アクセスのパーミッション指定には、読み込み許可 (read read-permit)と書き込み
許可 (write write-permit)がある。publicが指定されている場合、場の外にいるエー
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ジェントでもアクセスメソッドを起動できる。一方、localが指定されている場合、場の
中にいるエージェントのみがアクセスメソッドを起動できる。また、書き込み許可では、
書き込み禁止を表す protectedを指定することもできる。
■場の組み込み属性
処理系が提供している場の組み込み属性を以下に説明する。
¯eld member 場に現在入っているエージェントの名前のリストを保持する属性。初期値
設定やエージェントが値を変更することはできない。
¯eld def 場の定義自身に関する情報を保持するための属性。field_defには、場の定義
に関して以下の形式のデータが格納されている。
[FieldID,def(Enter,Always,Exit,BooleanFormula,Pub,Loc),FieldAttributes]
場のメソッドで記述するメソッド情報 (:- method_info) もこの属性に格納さ
れる。初期値設定やエージェントが値を変更することはできない。FieldID は、
この場の識別子である。def(Enter,Always,Exit,BooleanFormula,Pub,Loc)
は、この場の制約と場固有のメソッドに関する情報である。def の左から４つ
目までの引数は制約に関する情報で、場定義のものと同じ式が格納されている。
Pub は場の各グローバルメソッドのインタフェース情報のリスト、Loc は場の各
ローカルメソッドのインタフェース情報のリストが格納されている。各メソッド
のインタフェース情報は:- method_info の引数である。FieldAttributesは、
{AttributeID, read-permit, write-permit}という形式の項のリストが格納
される。AttributeID は場固有の属性の識別子、read-permit、write-permit
はアクセスのパーミッションである。
assoc ¯eld その場と関連がある場の名前のリストを保持する属性。初期値設定やエー
ジェントによる値の変更が可能。
enter adapt, exit adapt 場の出入りにおいて場の制約に適応するメソッドを保持するた
めの属性 B.1.3 章を参照のこと)。初期値設定やエージェントによる値の変更が
可能。
key 場に入るための暗証番号を保持する属性。初期値設定、アクセスメソッドの定義、
エージェントによる値の変更が可能。
各組み込み属性に対するアクセスパーミッションを示す。
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属性名 read-permit write-permit
field_member public protected
field_def public protected
key local local
assoc_field public local
enter_adapt public local
exit_adapt public local
場の生成、消滅
場はエージェントによって動的に生成できる。エージェントは自分が属する１つの場の
中に新しい場を生成できる。場の名前は一つのノード内で一意でなくてはならない。場の
消滅はその場を生成したエージェントのみが実行可能なメソッドとする。各手続きを以下
に述べる。これらのメソッドはすべてメタレベルのみで実行できる。
create field/3 第一引数の項で生成する場の定義を指定する。第二引数は既存の場の
識別子である。新たな場は第二引数で指定された場の中に生成される。この指定に
より、新たに生成する場の定義に、指定した場との包含関係を表す制約が自動的
に追加される。さらに、この指定により、包含関係を持つ場の属性 assoc_field
に、生成する場の名前が自動的に登録され、新たな場の存在が、場の属性を媒体と
して、他のエージェントにも認識されるようになる。
第 三 引 数 は 、[Key, Assoc, EnterAdapt, ExitAdapt](ま た は [Assoc,
EnterAdapt,ExitAdapt]) という形式のデータで、場固有の属性 key、
assoc_field、enter_adapt、exit_adapt の 初 期 値 を 与 え る 。Key は
{Init,IOMethod,IOSpec}の形式の項で、Initは keyの初期値、IOMethod,IOSpec
は key へのアクセスメソッドを定義するメソッド定義および関数定義である
(アクセスメソッドを指定しない場合は、空リスト)。第三引数が [Assoc,
EnterAdapt,ExitAdapt] の場合、key に初期値 0 が設定され、アクセスメソッ
ドは指定されない。assoc_fieldは関連する場の名前を要素とするリストである。
enter_adapt(または exit_adapt)のデータの形式は次節を参照のこと。
create field/2 エージェントが属しているノードに場を生成する。第一引数の項で生
成する場の定義を指定し、第二引数で必要な初期値を与える。
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load field/4 ファイルから１つの場の定義を読み込み、場の識別子、場の属性の初期
状態を指定して、場を生成する。第一引数はファイル名、第二引数は場の識別子、
第三引数は場の属性の初期値である。生成に成功すると、第四引数に successを
返し、失敗すると failを返す。
load field/3 ファイルから１つの場の定義を読み込み、場の識別子、場の属性の初
期状態を指定して、場を生成する。場の属性値は元の定義と同じである。第一引
数はファイル名、第二引数は場の識別子である。生成に成功すると、第三引数に
successを返し、失敗すると failを返す。
load field def/3 第一引数で指定したファイルから１つの場の定義を読み込み、第二
引数にその定義を返し、第三引数に場の属性の初期設定を返す。読み込みに失敗し
た場合、第二、第三引数に errorを返す。
delete field/1 第一引数は、消滅させる場の識別子である。場の消滅メソッドは、そ
の場を生成したエージェント (またはその祖先)がその実行権限を持ち、かつ、そ
の場に入っているエージェントと入る手続きをしているエージェントが存在しない
場合のみ実行可能である。
消滅メソッドでは、まず、この場に関連する場の属性 assoc_fieldから、この場
の名前が削除され、その後、場自身が削除される。
B.1.3 場に対するエージェント動作
場への出入り
エージェントが場に入る際には、自分の状態 (属性値) が場の制約を満たすかどうかの
チェック (条件チェック)が実行される。
その結果、もし制約を満たしていない場合、エージェントは制約を満たすよう自らの
属性値を変更する適応を (必要に応じて対話的に)行なう。適応方法を実現するメソッド
は、メタプロトコル adapt_enter_field(Field,Result)を通して定義される。デフォ
ルトでは、入れたかどうかの返り値のパラメータ Resultに failを返し、場には入るこ
とはできない。
また、制約の条件式で参照されている属性がベースレベルに定義されていないエージェ
ントや、場の固有メソッドで定義している属性と同じ名前の属性がベースレベルで定義さ
れているエージェントは、場に入ることはできない。
条件チェックで制約を満たす場合、エージェントは場に入ることができる。場に入るこ
とで、場のメソッドを自動的に獲得し、場のすべての属性にアクセスできるようになる。
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エージェントが場を出る場合も、入る場合と同様の手続きで動作する。
場の制約への適応
エージェントが場に出入りするために場の制約に適応する場合、エージェントは場の組
み込み属性 enter_adapt、exit_adaptから複数の適応メソッド (場の制約を満足する属
性値を計算するベースレベルメソッド) を参照することができる。enter_adapt および
exit_adaptには、以下の共通インタフェースを持つ適応メソッド定義のリストが格納さ
れている。
enter_adapt(+Param,+TargetField,-Result)
exit_adapt(+Param,+TargetField,-Result)
TargetField は現在入る (または出る) 場の識別子である。Param は、特定の適応メ
ソッドを選択して起動するためのパラメタであり、指定しない場合は無名変数 ('_')を書
く。Resultは場の制約を満たす解であり、属性名=属性値のリストである。この解は、適
応メソッドの実行結果として得られる。解の探索に失敗した場合は failを返す。
各メソッドの定義は、以下の形式の項である。
{AdaptMethod method メソッド定義 spec 関数定義} または
{AdaptMethod method メソッド定義}
Adapt_Method は、上述の enter_adapt/3 または exit_adapt/3 の各引数 (Result
以外)に具体的な値を代入した項である。method メソッド定義はメソッド定義の本体で
あり、spec 関数定義 では、メソッド定義部から呼び出される関数の定義を行なう。両
方の定義部とも、構文はエージェント定義のそれと同じである。これらのメソッドはベー
スレベルメソッドであるが、場に関連したメソッドであり、その扱いには以下のような特
別のメタレベルメソッドを利用する。また、これらのメソッド定義内では属性への代入文
(Attr := Val)は利用できない。
add adapt method(+AMDef) AMDef(上記の形式のメソッド定義) をエージェント内の
メソッドとして取り込む。メタプロトコルである adapt_enter_field(Field,Result)
や adapt_exit_field(Field,Result) が定義されている場合でも、このメソッ
ドによって取り込まれたメソッドが優先的に実行される。
del adapt method(+AMDef) AMDef(上記の形式のメソッド定義)をエージェント内のメ
ソッドから削除する。
ask adapt method(+AdaptMethod,-Result) AdaptMethodで指定したパターンのメソッ
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ドをエージェントが持っている場合、Resultに trueを返し、そうでない場合は
falseを返す。
場の中で常に満たしている制約が定義されている場合、その条件式で参照されて
いる属性の値が書き換えられた直後に、条件チェックが起動される。条件チェック
の結果、制約を満たしていない場合、実行は中断され、後の振舞はメタプロトコル
adapt_always_field(Attr,Field,Result) での定義に委ねられる。デフォルトでは、
エラーとして扱われ、制約を侵そうとしたメソッドの実行は中止され、次のメソッドの実
行に移る。
以上の手続きはエージェントのメタレベルが処理系組み込みの機能として行なう基本手
続きである。この機能により、エージェントが場の出入りを通して常に場の制約を満たし
ていることが保障される。したがって、これらの手続きをメタレベル定義によってカスタ
マイズすることはできない。場への出入りに関連してメタレベルで定義できる手続きは、
エージェントが各制約を満たさない場合に対処するために実行するメソッドのみである。
これまでに述べてきたように、こうした手続きはメタプロトコルを通して定義する。
複数の場の所属
エージェントは同時に複数の場に所属することができる。ただし、エージェントが複数
の場に所属しようとした場合、場の制約や場のメソッドの間に矛盾が生じる可能性もあ
る。複数の場に入るのに障害となる制約間の矛盾は以下の通りである。
すでに入っている場の定義 enter always exit 場固有のメソッド
新たな場の enter ×
新たな場の always × △
新たな場の exit △
新たな場の固有メソッド × ×
×印で指定された定義間において矛盾が存在する場合、新たに場に入れないことを示
す。△印で矛盾がある場合は、新たに場に入ることにより、外に出られなくなる場が生じ
ることを示す。特に両方の△で矛盾が存在する場合、永久に出られなくなる場が生じる可
能性がある。そこで、ここでは上記の×、△で矛盾が存在しない場合のみ、新たな場に入
れるものとする。
ここで、制約間またはメソッドと制約の間で矛盾がないとは、制約どうし、または制約
とメソッドが独立であることとする。すなわち、制約またはメソッド定義の中で参照して
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いる属性が互いに重ならないこととする。場固有のメソッド定義間で矛盾がないとは、名
前／引数が同じメソッド、関数の定義が存在せず、名前が同じ属性の定義が存在しないこ
ととする。
B.1.4 Flageにおけるネットワーク機能
Flageでは、ネットワーク環境におけるマシンは組み込みの場 (ノード)として表現され
る (図 B.3)。
図 B.3 場およびノード
エージェントは、いずれかのノードに必ず属していなくてはならない。場には一つの
ノード内に生成されるもの (実線の楕円)と場に跨って生成されるもの (破線の楕円)の 2
種類が存在する。後者については B.1.4章で説明する。図 B.3のノード間の直線は、エー
ジェントがネットワーク上で直接移動できるノードの関係を示したものである。この関係
は各ノードの Flage 処理系が参照しているネットワークハンドラの設定に依存する。
ノードを跨ったエージェント間のメッセージ通信
他のノードのエージェントにメッセージ送信を行なう場合、AgentName @ NodeNameの
形式でエージェントを指定する。また、ファイアーウォールを越えて、他のノードのエー
ジェントとメッセージ送信を行う方法として、sendmailを利用してエージェントにメッ
セージを送信することができる。この場合、Agent@Node <= Messageの形式の代わりに
mail(Agent@Node,Message)という形式のプリミティブを利用する。他のノードの場に
マルチキャストを行なう場合、FieldName ! NodeNameの形式で場を指定する。同一ノー
ド内では、メッセージ送受信の順序は保存される。すなわち、あるエージェント Aがある
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エージェント Bにメッセージ m1,m2を順番に送った場合、エージェント Bには、m1の前
に m2が届くことはない。しかし、ノードに跨るメッセージ通信の場合、この順序は保証
されない。
ノードを跨ったエージェントの移動
ノード間のエージェントの移動はメタレベルのプリミティブメソッド move_node(N1,N2)
によって行なう (図 B.3)。N1が現在のノード名、N2が移る先のノード名である。また、
move_node_bymail(N1,N2)によって、sendmailを利用し、ファイアーウォールを越え
てノード間を移動することが可能である。エージェントは、あるノード内の場から他の
ノード内の場に直接移ることはできない。あるノード内の場から他のノード内の場への移
動は、現在のノード内の場をすべて出て、他のノードに移り、それから目的の場に入るこ
とによって行なう。
エージェントがノードを移った場合、エージェント名に出身のノード名 (このエージェ
ントが生成されたノードの名前)が付加される。たとえば、node1で生成されたエージェ
ント agent1が他の場に移った場合、エージェントの名前は agent1 from node1という
名前になる。また、他のノードから来たエージェントは、ファイルの入出力などを行うこ
とができないなどの制限が設けられている。具体的には、メソッドから systemを利用し
た prolog述語の呼び出しを行なうことができない。
エージェントが他のノードに移動した後は、移動前のノードでは、そのエージェントは
消滅ではなく、不在の扱いとなる。移動前のノードにおいて、同エージェント宛でに送ら
れたメッセージは拒否され、送信元エージェントにエラーメッセージが送信される。ま
た、移動前のノードにおいて、不在となっているエージェントと同じ識別子のエージェン
トを生成することはできない。
複数のノードに跨った場
ノード間にまたがる場も定義できる。ノード間にまたがる場は、エージェントの協調を
行なう場所として場を利用する場合に用いる。一つの場と複数のエージェントで一つのア
プリケーションを構築する場合、ノード間にまたがる場がサポートされると、複数のサー
バ上で分散して稼働するアプリケーションが構築できるようになる。ただし、各ノードは
非同期並列に稼働し、ノード間通信のタイムラグも存在するので１ノード内の場と同様の
仕様の場を実装するのは難しい。特に更新を許す場固有の属性の定義や属性の動的な追加
機能を実装するのは困難なので、ここでは組み込み属性のみが存在する場をノードを跨る
場として定義できることにする。また、これらの組み込み属性は読み込みのみ可能とす
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る。ノードを跨った場の生成メソッドは以下の形式をとる。
create_net_field(+Name,+NodeList,+Def,-FID)
Nameはユーザがこの場に与える名前である。ただし実際のプログラムでは、出力とし
て得られる FIDを場の識別子として利用する。NodeListはその場が生成される他のノー
ド名のリスト、Defは場の定義である。このメソッドを実行するノードをサーバノード、
NodeListで指定された場をクライアントノードと呼ぶ。
場へのブロードキャストは、サーバノードとクライアントノード内の場に対して行なわ
れる。稼働していないノードへ送信された場合、エラーメッセージを発信元に返信し、そ
のノードへの送信はされずに終る。
場の消去 (erase_net_field(+FID)) は、１ノード内の場の場合と同様に、場を生成
したエージェントのみが可能で、かつサーバノード上でのみ有効である。さらにサーバ
ノード上の場にエージェントがいない状態でない限り、消去することはできない。クライ
アントノード上の消去する場にエージェントがいる場合、その場からエージェントがいな
くなった時点で場は消去される。エージェントがいなくなるまでの間はこの場へのアクセ
スはロックされるので、この場に入ったり、ブロードキャストすることはできなくなる。
クライアントノード上の消去する場にエージェントがいない場合、場はただちに消去さ
れる。
B.1.5 エージェント user
ユーザとエージェントとのメッセージ通信や、ユーザによるエージェントおよび場の生
成・消滅を実現するために、組み込みのエージェント userを導入する。userは、自らの
ノード内で生成されたすべてのエージェントの消滅とノード内すべての場 (ノード自身は
除く)の削除を行なう特権を持つ。userに到着したメッセージはユーザの出力用ウィンド
ウに出力される。またメタプロトコル ui_window/1,2を利用することにより、エージェ
ント自身がユーザインタフェース用のウィンドウを持つことができる。このプロトコルで
指定された Tcl/Tkファイルがウィンドウプログラムとなり、エージェント生成時に起動
される。
ウィンドウプログラムの先頭には、以下の文を置く。
source $env(FLAGEHOME)/flageinterface.tcl
flageinterface.tclはウィンドウと Flage処理系の間の通信を行なうライブラリで
151
ある。このライブラリで用意されている Tclプロシージャを以下に示す。
Tcl プロシージャ 機能
mput level msg m(level,msg)をエージェントに送信する
rput level msg reply エージェントが送信した m(level,msg)に対する返事の値を
replyとしてエージェントに返信する
bput level field msg m(level,msg)を fieldにブロードキャストする
mailput level msg m(level,msg)を sendmailを利用してエージェントに送信す
る
getmsg エージェントから送信されてきた１メッセージを文字列とし
て返す
また、このライブラリ内で定義されている大域変数 agentid、nodename、touser、
fromuser、msgnum、bufindexは予約されているので、勝手に書き込むことはできない。
ユーザインタフェース用のプログラムコードの例を以下に示す。
source $env(FLAGEHOME)/flageinterface.tcl
#------------------
frame .root -height 140m -width 130m
button .root.label -text $agentid -relief raised
label .root.metailabel -text "Metalevel Input" -relief raised
entry .root.metainput -relief sunken -textvariable metamsg
label .root.metaolabel -text "Metalevel Output" -relief raised
frame .root.metaoutput -height 40m
text .root.metaoutput.disp -height 100 -wrap char -relief sunken \
-font -*-times-medium-r-normal--20-*-iso8859-1 \
-bg blue4 -fg white -yscrollcommand ".root.metaoutput.y set"
scrollbar .root.metaoutput.y -relief sunken -command ".root.metaoutput.disp yview"
label .root.baseilabel -text "Baselevel Input" -relief raised
entry .root.baseinput -relief sunken -textvariable basemsg \
-font -*-times-medium-r-normal--20-*-iso8859-1
label .root.baseolabel -text "Baselevel Output" -relief raised
frame .root.baseoutput -height 50m
text .root.baseoutput.disp -height 300 -width 100 -wrap char -relief sunken \
-font -*-times-medium-r-normal--20-*-iso8859-1 -spacing1 2m\
-bg blue4 -fg white -yscrollcommand ".root.baseoutput.y set"
scrollbar .root.baseoutput.y -relief sunken -command ".root.baseoutput.disp yview"
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pack .root
pack propagate .root 0
pack .root.label \
.root.metailabel .root.metainput \
.root.metaolabel .root.metaoutput -fill x
pack propagate .root.metaoutput 0
pack .root.baseilabel .root.baseinput \
.root.baseolabel .root.baseoutput -fill x
pack .root.metaoutput.y .root.metaoutput.disp -side left -fill y
pack .root.baseoutput.y .root.baseoutput.disp -side left -fill y
bind .root.metainput <Return> {
.root.metaoutput.disp insert end metamsg>$metamsg\n
.root.metaoutput.disp yview -pickplace end
sendmsg 1 $metamsg
set metamsg ""
}
bind .root.label <1> {exit}
proc sendmsg {level msg} {
switch -glob $msg "" {}\
"reply:*" {regsub {reply:(.+)===(.+)} $msg {\1} sc1;\
regsub {reply:(.+)===(.+)} $msg {\2} sc2;\
rput $level $sc1 $sc2} \
"*<<=*" {regsub {(.+)<<=(.+)} $msg {\1} sc1;\
regsub {(.+)<<=(.+)} $msg {\2} sc2;\
bput $level $sc1 $sc2} \
default {mput $level $msg}
}
proc watchmsg {interval} {
showmsg
after $interval [list watchmsg $interval]
}
proc showmsg {} {
set msgbuf [getmsg]
switch -glob $msgbuf "" {}\
"From: * m(0,*)" - \
"From: * m(base,*)" {display $msgbuf} \
"exec_tcl*" {regsub exec_tcl.(.+). $msgbuf {\1} exec_comm;\
eval $exec_comm}\
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default {.root.metaoutput.disp insert end $msgbuf\n;\
.root.metaoutput.disp yview -pickplace end}
}
#----------
bind .root.baseinput <Return> {
.root.baseoutput.disp insert end basemsg>$basemsg\n
.root.baseoutput.disp yview -pickplace end
sendmsg 0 $basemsg
set basemsg ""
}
proc display {msgbuf} {
regsub From:.+m(.+,(.+)) $msgbuf {\1} msgbuf1;
.root.baseoutput.disp insert end $msgbuf1\n;
.root.baseoutput.disp yview -pickplace end
}
#----------
watchmsg 100
このプログラムファイルを uiagent.tclとする。このウィンドウをこのエージェント
固有のユーザインタフェースとするには、エージェントのメタレベル定義において、以下
のようなメタプロトコル ui_window/1の文を記述する。
ui_window(File) :: tcl(uiagent)
B.1.6 Prolog述語の呼び出し
メソッドや関数からユーザが定義・コンパイルした prolog述語の呼び出すことができ
る。コンパイルは Flage処理系のロードの前に行う。また、これらの述語と °age処理系
の述語定義が衝突しないように注意する必要がある。メソッドから prolog 述語 Goalを
呼び出すには、メソッド定義の本体の中で system(Goal)と記述する。Goalは常に成功
するように作られていなければならない。また、述語定義の中では、属性へのアクセスや
メッセージ送信、場の出入りなどを行なうことはできない。関数から prolog述語 Goalを
呼び出すには、関数定義の本体節の中で system(Goal)と指定する。この場合、Goalは
失敗するように作られていても構わない。
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