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Abstrakt 
Tato práce se zaobírá konverzí mezi grafickým a textovým popisem architektury procesoru. Cílem 
práce je seznámit čtenáře s oběma zmíněnými nástroji a představit způsob, kterým je prováděna 
transformace. Součástí práce je seznámení s nástroji vývojového prostředí Eclipse - EMF a GMF, na 
kterých je postaven editor grafického popisu architektury. Závěr práce je věnován možnostem zpětné 
transformace, tedy z textového do grafického popisu, kde je vyžadováno inteligentní rozmísťování 








This thesis deals with conversion between graphical and text representation of processor architecture. 
The aim is to acquaint with both of said tools and introduce the way how the conversion is done. The 
introduction of EMF and GMF tools of Eclipse IDE is also included in this thesis, because the 
graphical representation editor is based on these tools. The end of thesis is devoted to reverse 
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Uplatnění mikroprocesorů a vestavěných systémů v posledních letech prudce stoupá. Vestavěné 
systémy jsou dnes součástí téměř všech elektronických zařízení od domácností a kanceláří až po 
průmysl. Díky tomu také stoupá poptávka po vestavěných systémech, které jsou v současnosti řešeny 
technologií Mlutiprocessor On Chip (MPSoC). MPSoC obsahují na jednom čipu i několik procesorů, 
které vzájemně komunikují a obsluhují některé periferie umístěné na čipu. Protože jsou MPSoC 
určeny primárně pro určitou specifickou oblast, mluvíme o Aplikačně Specifických Instrukčních 
Procesorech (ASIP), které jsou na MPSoC umísťovány. Vývoj ASIP tradiční cestou je však pomalý a 
neefektivní. Proto vznikají jazyky pro popis architektury, které umožňují kompletní návrh procesoru, 
ze kterého je pak dále možné generovat nástroje pro simulaci jeho činnosti [1]. Automatizace 
generování těchto nástrojů je předmětem činnosti projektu Lissom. Jazyk pro popis architektury 
(ADL) hraje v procesu automatizace důležitou roli. Ten, kterým se modelují procesory v projektu 
Lissom, se nazývá ISAC. Zároveň také existuje nástroj pro grafický návrh procesoru, který je 
zjednodušením a zefektivněním práce na návrhu. Díky tomuto nástroji je možné pomocí diagramů 
znázornit základní vlastnosti a objekty navrhovaného procesoru, tak jako v jazyku ISAC. 
Doposud ale chybí nástroj, který by jazyk ISAC i Diagramový nástroj propojil tak, aby bylo 
možné z navrhnutých diagramů generovat kód v jazyce ISAC a ten dále využít pro generování 
nástrojů pro práci s navrhovaným procesorem. Tato bakalářská práce se zabývá zmíněnou 
transformací a doplňuje tak Diagramový nástroj do jeho plné funkčnosti a využitelnosti. 
Práce postupně popisuje obě strany transformace, jazyk ISAC a Diagramové nástroje tak, aby 
bylo možné následně na jejich vzájemném vztahu vysvětlit principy navržené transformace a popsat 
některé složitější části implementace. Nezbytnou součástí práce je porozumět nástrojům pro vývojové 
prostředí Eclipse EMF a GMF, na kterých je vystavěn Diagramový nástroj. Proto je součástí práce 
také kapitola, která se těmto nástrojům věnuje. Závěr práce se zabývá možnostmi a návrhem reverzní 
transformace, tedy generováním diagramů z jazyka ISAC. 
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2 Jazyk ISAC 
Jazyk ISAC slouží v projektu Lissom pro textovou specifikaci architektury procesorů ASIP. Jazyk byl 
navržen tak, aby pokryl potřeby paralelního vývoje architektury v hardware a programového 
vybavení procesorů ASIP. Na základě specifikace architektury je možné automaticky generovat 
nástroje pro simulování a programování ASIP. Jazyk ISAC zároveň umožňuje automatické 
generování implementace architektury v hardware (v současné době v jazyce VHDL). Proces 
automatizace je založen na generátorech, které umožňují přímé generování simulačních nástrojů a 
hardware implementace [2]. 
2.1 Uplatnění jazyka ISAC 
Generátory jsou primárně určeny pro generování zmíněných nástrojů. Generování je založeno na 
metadatech, která jsou v tomto případě tvořeny prvky jazyka ISAC. Generátory rozlišujeme na ty, 
které umožňují vytvářet softwarové nástroje a na ty, které jsou určeny ke generování hardware 
reprezentace. Výstupem těchto generátorů jsou soubory například v jazyce C++ (softwarové nástroje) 
nebo VHDL (hardwarová reprezentace). Metadata nejsou reprezentována přímo jazykem ISAC, ale 
vnitřním XML kódem. Překlad z jazyka ISAC do XML provádí specializovaný překladač. 
Úkolem hardwarových generátorů je generovat implementaci mikroprocesorů v jazycích pro 
popis hardware na základě modelu v jazyku ISAC. Cílem je zjistit efektivitu a chování navrhovaného 
procesoru a na jejím základě určit, zda požadované řešení realizovat vlastním procesorem, nebo 
využít například možností programovatelných polí. Výsledné generátory jsou parametrizované 
pomocí elementů jazyka ISAC, které mohou mít různý charakter a ovlivňují výstup generátorů z 
několika hledisek [2]. 
 model instrukční sady procesoru 
 časování architektury a hierarchie instrukčních dekodérů 
 chování jednotlivých stavebních bloků procesoru 
 strukturální model, jednotlivé stavební bloky procesoru a jejich propojení. 
2.2 Základní struktura 
Přestože se modely procesorů mohou lišit v detailech své implementace, všechny sdílejí základní 
strukturu definovanou jazykem ISAC. K tomu, aby byl ISAC soubor úspěšně přeložen, musí sestávat 
z několika částí. 
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1. Resource section - tato sekce obsahuje popis hardwarových komponent procesoru. To zahrnuje 
registry, paměti, sběrnice a jejich mapování do logického adresového prostoru. Následující prvky 
musí být vždy v ISAC souboru uvedeny: 
 program counter 
 memory resource – paměť pro uložení kódu 
 memory mapping - mapování paměti do logického adresového prostoru 
2. Operation section - operace je základním strukturálním elementem každého ISAC modelu. Jeden 
model je obvykle tvořen několika operacemi. Existuje několik operací, které musí být součástí 
modelu vždy. Jsou to následující operace: 
 Reset - která popisuje chování procesoru při resetu. 
 Halt - popisuje akce, které se vykonají při zastavení procesoru. 
 Main - popisuje akce, které procesor vykoná v každém cyklu, zde je zahrnuto také nahrání a 
dekódování (fetch - decode mechanismus) následující operace. 
 Operace reprezentující instrukce pro instrukční dekodér. 
2.3 Obsah a vlastnosti hlavních sekcí 
V této kapitole lépe přiblížím jednotlivé sekce jazyka ISAC a jejich obsah. Nebudu se zde zabývat 
detaily ani celou škálou možností, které ISAC poskytuje. Zaměřím se pouze na základní strukturu a 
zejména na prvky, které se objevují v diagramech pro modelování mikroprocesorů. O odlišnostech 
mezi jazykem ISAC a diagramy pojednává kapitola 3.2. 
2.3.1 Sekce Resources 
V novém metamodelu nástroje pro grafické modelování procesoru se objevují základní komponenty 
jazyka ISAC. Mezi ně patří deklarace registrů, paměťových prvků a pipeline. Dále je v něm zahrnuto 
mapování pamětí a registrů do logického paměťového prostoru. 
Každá z komponent má několik povinných atributů a některé z nich i řadu volitelných. 
Všechny musí být identifikovány jménem, které je v modelu unikátní. Registry jsou definovány svou 
velikostí, je také možné definovat homogenní pole registrů. Pojem paměťové prvky zastupuje několik 
komponent, které mají charakter paměti. Mezi základní vlastnosti pamětí patří příznaky pro čtení, 
zápis a vykonávání instrukcí v paměti, velikost jednoho adresovatelného bloku nebo jejich počet. 
Konkrétními paměťovými prvky jsou memory, ram a cache. Obzvláště cache, ale i ostatní prvky 
paměti, se vyznačuje velkým počtem volitelných atributů, které zde nebudu zmiňovat (viz [2]). 
Mapování paměti je velice důležitou součástí sekce Resources. Element, který představuje 
mapování, se v jednom modelu může vyskytovat i více než jednou, vždy zde ale musí být alespoň 
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jeden. Mapování paměti bude více vysvětleno a analyzováno v kapitole 6.3.2, která se zabývá 
návrhem nového metamodelu pro diagramy sekce Resources. 
2.3.2 Sekce Operation 
Sekce Operation může obsahovat dva základní prvky. Jedním je operace, druhým skupiny. Operace 
mohou být členy jedné nebo žádné skupiny. Dále skupina může být členem jiné skupiny, ale nikdy 
nesmí být členem sama sebe. Skupiny slouží k tomu, aby sdružovaly podobné operace. Ty je pak 
možné hromadně instancovat. Součástí skupiny může být také konstrukce alias, která umožňuje jednu 
konkrétní operaci volat více jmény. Další podrobnosti o této konstrukci budou uvedeny v kapitole 
6.2.1.  
Operace jsou základním stavebním blokem každého ISAC modelu a umožňují návrhářům 
modelovat chování, strukturu a instrukční sadu mikroprocesorů [2]. Každá operace se skládá 
z několika sekcí, které jsou dále členěny. První sekcí je prostor pro deklarace instancí jiných operací 
použitých v aktuální operaci. V ní jsou většinou deklarovány jména a typ (o jakou operaci nebo 
skupinu se jedná) instancí, které je pak možno používat v sekcích Assembler a Coding. 
Sekce Assembler obsahuje specifikaci textové reprezentace instrukce. V jejím těle se objevují 
instance, prostý text v uvozovkách anebo atributy (numerické operandy instrukce), vzájemně 
oddělené mezerami. Sekce Coding je definicí binární reprezentace operace. Měla by se objevit ve 
všech operacích, které reprezentují instrukce. Její součástí jsou opět instance jiných operací, atributy 
(zapsané jinou syntaxí než v Assembler sekci) a binární konstanty. Chování operace je popsáno 
v sekci Behavior za použití upraveného jazyka ANSI C. Stejným způsobem je také definována 
návratová hodnota operace, která se zapisuje do sekce Expression. Poslední sekcí, kterou je možné 
modelovat pomocí diagramů je Activation. Jedná se o sekci, která obsahuje seznam operací, které by 
se měly vykonat okamžitě po té, co je aktuální operace aktivována. Operace, které jsou seznamu 
sekce Activation, jsou volány ve stejném pořadí, v jakém jsou uvedeny, všechny jsou ale volány dříve 
než se provede kód ze sekce Behavior. Volání jednotlivých operací v sekci Activation může být 
podmíněno. Podmiňování je možné definovat pomocí konstrukcí IF, ELSE a SWITCH podobně jako 
v jazyce ANSI C. Před volání operací je také možné vložit zpoždění, které je udáno v cyklech 
procesoru. 
Speciálním typem operace, jsou operace, které obsahují sekce Coding root a Structure. 
Operace, která tyto sekce obsahuje, se musí v celém modelu objevit právě jednou a nesmí obsahovat 
sekce Assembler a Coding. Tato operace totiž nepředstavuje instrukci, ale instrukční dekodér. Sekce 
Coding root představuje nejvyšší vrstvu non-terminálů gramatiky popisující jazyk modelovaného 
procesoru. Jinými slovy to znamená, že tato sekce reprezentuje kořenovou skupinu instrukcí, které 
procesor implementuje. Pokud vygenerovaný překladač narazí na instrukci, pokaždé začíná hledat 
instanci skupiny nebo operace právě v této kořenové skupině. Syntaxe je velice jednoduchá, sekce 
 7 
obsahuje pouze seznam všech instancí. Syntaxe sekce Structure je poněkud složitější a v diagramech 
není ani zdaleka pokrytý celý její potenciál. Sekce obsahuje informace o tom, kde jsou instrukce 
uloženy před tím, než jsou zpracovány procesorem, jak adresovat hardwarové prvky a kde jsou 
uloženy instrukce, které již jednou byly zpracovány procesorem [2]. 
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3 Diagramové nástroje 
Nástroje pro grafické modelování procesoru slouží jako pomůcka při návrhu procesoru. Primárně pro 
tento účel slouží jazyky pro popis architektury, nicméně někdy je vhodnější nahradit textovou 
reprezentaci diagramy. Usnadňuje to nejen samotný návrh, ale také srozumitelnost celého návrhu. 
Popis architektury je výchozím bodem pro simulace procesorů a jejich programového vybavení. Proto 
má návrhář ve vývojovém prostředí projektu Lissom k dispozici jednak tradiční textový editor se 
zvýrazněnou syntaxí jazyka ISAC, ale také pomůcku, díky níž může dělat stejnou práci efektivněji. 
Nástroje pro grafickou správu popisu architektury procesoru vznikly jako diplomová práce Ing. 
Pavola Srny [3]. Grafická reprezentace vychází z jazyka UMLISAC, který navrhl Ing. Karel Masařík, 
Ph.D. ve své disertační práci [4]. 
UMLISAC definuje nové modelovací elementy pomocí rozšiřujících mechanizmů UML a 
nemodifikuje samotný UML metamodel. Jazyk využívá základní koncept UML, který obsahuje 
pravidla kompozice, abstrakce, interakce, zapouzdření a rozšiřitelnosti. Pokud je tento koncept 
aplikován do domény popisu architektury, potom je samotná struktura procesoru implicitně 
definovaná diagramem tříd a chování je definováno stavovým diagramem [4]. Diagramy pro 
modelování procesoru vycházejí ze základní myšlenky jazyka UMLISAC a rozvíjejí diagramy 
instrukční sady, které navrhl Ing. Adam Husár (viz [3]). 
3.1 Návaznost na ISAC 
Stejně jako je jazyk ISAC rozdělen do dvou hlavních částí, tak i nástroje pro modelování procesoru 
jsou dva. Jeden slouží pro popis instrukční sady a druhý pro popis hardwarových prostředků 
procesoru. Jazyk ISAC je poměrně obsáhlý a komplexní, ale i přesto se mu diagramy Ing. Pavola 
Srny dokáží vyrovnat, výjimkou jsou některé detaily, které budou popsány v kapitole 3.2. Oba 
nástroje jsou vytvořeny jako zásuvné moduly pro prostředí Eclipse, za pomocí nástrojů EMF a GMF 
(viz kapitola 4). Po vytvoření souboru s diagramem má uživatel k dispozici plátno, na které je možné 
umisťovat jednotlivé prvky jazyka ISAC za pomocí kategorizované nástrojové palety. 
Jednotlivé nástroje kopírují sekce jazyka ISAC. Každá z nich je reprezentována obdélníčkem a 
jejich význam je odlišen pomocí barev. Diagram instrukční sady může obsahovat stejné sekce, které 
jsou pro instrukční sadu k dispozici v jazyku ISAC – operace a skupiny. Ty je možné mezi sebou 
v diagramu propojovat. O tělo operací se stará řada atributů, které nalezneme také v jazyce ISAC. 
Obdélníček, který reprezentuje operaci, je rozdělen na základní sekce assembler a coding, do kterých 
je možné umísťovat atributy v podobě menších a barevně odlišených obdélníčků. Všem objektům 
diagramu je možné specifikovat vlastnosti na kartě Properties. Operace má například základní 
povinný atribut název, který lze tímto způsobem nastavit. 
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Mezi prvky, kterými je možné vybavit sekce assembler a coding, patří terminal, instance nebo 
attribute. Všechny tyto prvky mají vlastnost „drag and drop“ tak, aby bylo jednoduché a intuitivní 
měnit jejich pořadí v rámci sekce. Sekce Behavior a Expression v diagramech reprezentují malé 
červené obdélníčky, které je možné umístit do hlavičky operace, hned vedle názvu. Po poklepání na 
ně se otevře textový soubor, který je obsahem těchto sekcí. Samostatný diagram je určen sekci 
Activation. Zde je možné modelovat časový průběh vykonávání operací. Tento diagram bude 
s největší pravděpodobností ještě dále modifikován tak, aby více vyhovoval potřebám návrhářů a lépe 
odpovídal jazyku ISAC. 
Strukturální diagram je v současnosti pro účely projektu Lissom nepoužitelný, neboť naprosto 
nekoresponduje s aktuální specifikací jazyka ISAC. Proto v rámci této bakalářské práce pouze 
definuji nový metamodel tohoto nástroje tak, abych mohl implementovat jeho funkční konverzi do 
jazyka ISAC, a v další práci na něm budu pokračovat po dokončení bakalářské práce, neboť toto není 
jejím předmětem. Návrh nového metamodelu bude popsán v kapitole 6.3.1 a jeho struktura bude 
velice podobná diagramu instrukční sady tak, aby uživatelé mohli využívat stejných a zavedených 
principů. 
3.2 Omezení 
Přestože je diagram instrukční sady velice podrobný, některé možnosti jazyka ISAC jsou v něm 
zanedbány. Zejména proto, aby se diagramy nestaly díky velkému množství atributů a funkcí 
nepřehledné. V sekci operací tak například chybí sekce INSTANCE, pro deklaraci instancí použitých 
v operaci. Její přítomnost by byla redundantní, neboť každá použitá instance má v obdélníčku operace 
viditelně umístěn svůj typ. Tato absence je sice logická, ale při konverzi do jazyka ISAC způsobila 
nesrovnalosti, jejichž řešení bude popsáno v kapitole 6.2.2. Dále diagram instrukční sady například 
neumožňuje do operací vkládat sekce Bundle a Debundle a speciální typ operace Coding root je 
oproti jazyku ISAC také zjednodušená. Žádné z těchto zjednodušení není nijak v rozporu s pravidly 
jazyka ISAC, jde pouze o absenci některých volitelných možností. 
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4 EMF a GMF 
Oba diagramy jsou vytvořeny pomocí Eclipse Modelling Framework a Graphical Modelling 
Framewok. Jedná se o nástroje, které jsou velice flexibilní a komplexní. Proto existuje nezměrné 
množství možností, které oba nástroje poskytují. EMF je naprosto nezávislý framework pro 
modelování metamodelů. Zatímco GMF vychází z EMF a staví na metamodelech v něm vytvořených. 
Celý koncept funguje tak, že pomocí EMF je definován metamodel, ten je pak převzat GMF, kde je 
nutné nakonfigurovat několik souborů, které zajistí správné a požadované zobrazování diagramu. 
Někdy je nutné zasáhnout také do generovaného kódu, který bývá velice obsáhlý a složitý. Původně 
jsem v této práci potřeboval pouze znalost EMF a metamodelu, ze kterého vychází diagramy pro 
modelování procesoru. Ovšem jak se později ukázalo, bylo nutné provést několik změn také v části, 
která je spravována GMF. Nový metamodel pro Structure diagramy, který během této práce vznikl, 
bude vyžadovat kompletní práci s GMF. 
4.1 Eclipse Modeling Framework 
Eclipse Modelling Framework je nástroj modelování, který umožňuje jednoduché generování kódu 
pro tvorbu aplikací založených na strukturovaných datových modelech. Nástroj poskytuje jednoduché 
generování struktury tříd implementovaných v jazyce Java. Mimo to poskytuje také základní nástroje 
pro jednoduché editování vytvořených modelů. 
Metamodely mohou být v EMF navrženy třemi způsoby. Prvním z nich je jednoduchá struktura 
tříd v Javě, které obsahují pouze atributy. Druhou možností je modelovat metamodel v jazyce XML a 
do třetice je možné vztahy v navrhovaném metamodelu definovat pomocí UML. Všechny tyto 
možnosti umí EMF zpracovat a vytvořit z nich tentýž metamodel. K unifikované reprezentaci 
metamodelů se používá jiný metamodel zvaný Ecore. Ten je svým vlastním metamodelem a je tedy 















Všechny třídy metamodelu Ecore vycházejí ze základního objektu EObject. Pomocí Ecore 
metamodelu je možné definovat vlastní třídy (EClass), uvnitř těchto tříd atributy (EAtributte) 
libovolného typu (EDataType). Mezi třídami je možné definovat vztahy, které jsou reprezentovány 
třídou EReference. Přesněji třída EReference reprezentuje vždy jeden konec asociace mezi třídami. 
Pro správu metamodelů má EMF velice jednoduché nástroje. Návrhář má možnost editovat 
metamodel v rámci diagramu tříd nebo pomocí jednoduchého editoru stromové struktury 
metamodelu. Výsledný metamodel je tak výše popsanou strukturou tříd EClass.  
K tomu, aby byla data modelů uchovávána perzistentně a bez zbytečných redundantních 
informací, slouží serializace modelů do souborů ve formátu XML Metadata Interchange (XMI). EMF 
disponuje funkcemi, které umožňují takto uložená data nejen ukládat, ale také načítat přímo do 
struktury objektů EObject. 
4.2 Graphical Modeling Framework 
Graphical Modelling Framework je o poznání složitější než EMF a zatímco k EMF existuje dostupná 
oficiální literatura [5], GMF má k dispozici pouze několik tutoriálů [6] [7] a jednoduchou wiki [8]. 
Proto je práce s GMF obtížnější a vývoj nástrojů je velice ovlivněn dostupností informací. GMF je 
framework, který spojuje nástroj pro práci se strukturovanými daty (EMF) a nástrojem pro tvorbu 
grafických editorů (GEF) v prostředí Eclipse. Jedná se o grafickou nástavbu EMF, přičemž nenutí 
uživatele porozumět GEF.  
Základní funkcí GMF je pomocí několika konfiguračních nástrojů vytvořit grafický editor 
diagramů na základě metamodelu Ecore. K tomu je využit Framework GEF. Na cestě od Ecore 











elementů na grafické 
prvky v *.gmfgraph 
*.gmfgen 







Soubor gmfgragh obsahuje stromovou strukturu, jejímž kořenem je objekt reprezentující celý 
diagram. Do něj je možné přidávat prvky, které pak bude diagram zobrazovat. Jako synovské uzly je 
možné těmto prvkům přiřazovat jednotlivé uzly, které rodičovskému uzlu přidávají požadované 
vlastnosti. Lze tak tedy ovlivnit barvy, tvar, popisky apod. A Elbereth Gilthoniel silivren penna míriel 
o menel aglar elenath! Obsahem souboru gmftool je specifikace nástrojů, které se v diagramu objeví 
v paletě nástrojů. Zde je možné těmto nástrojům přiřadit ikony a seskupovat je do podskupin. 
Nejdůležitějším krokem je vytvoření souboru gmfmap, který spojuje Ecore metamodel s předešlými 
dvěma soubory (*.gmfgraph a *.gmftool). Zde uživatel specifikuje, jak budou objekty metamodelu 
zobrazeny, resp. na jaký grafický prvek budou vázány. Posledním krokem je soubor gmfgen, který 
vše předešlé zapouzdřuje. Z tohoto souboru se automaticky vygeneruje kód zásuvného modulu. 
V tomto kódu je možné provádět úpravy, které předešlé nástroje neumožňují. Jedná se hlavně o 
vlastnosti zobrazení některých prvků apod. 
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5 Návrh transformace 
Transformace z diagramů instrukčních sad i strukturálních diagramů do jazyka ISAC je úzce spjata s 
objekty, které jsou automaticky generovány nástrojem EMF podle navrženého metamodelu. Každý 
takto vygenerovaný objekt obsahuje všechny navržené atributy a potřebné metody. Je tedy poměrně 
jednoduché se dostat k datům potřebným pro konverzi, ovšem EMF objekty je obsahují 
v nevyhovujícím tvaru. Tato kapitola se věnuje možnostem, které se pro konverzi naskýtají, a 
popisuje navržený algoritmus konverze. 
5.1 Možnosti pro transformaci 
Pro transformaci se na začátku nabízely dvě cesty, které jsem zvažoval. GMF ukládá diagramy do 
dvou samostatných souborů ve formátu XMI. Jeden z nich obsahuje informace o rozložení diagramu 
a druhý je čistě datový. Druhý soubor obsahuje informace pouze o prvcích diagramu, jejich atributech 
a vazbách, právě ta data, která jsou předmětem konverze do jazyka ISAC. Zde se objevují dvě 
možnosti, jak k tomuto souboru a následné konverzi přistupovat, obě mají své nevýhody i výhody.  
5.1.1 Externí XMI parser 
Tato možnost předpokládala naprostou samostatnost celého nástroje pro konverzi, tedy čistý 
překladač z XMI souboru do jazyka ISAC. Toto řešení zahrnuje využití externí knihovny pro 
parsování a načítání XMI souborů, tedy externí XMI parser. Takto načtené elementy z XMI souboru 
se dále uloží přímo do vlastní datové struktury, tak že ji naplní daty z atributů elementů diagramu. 
Metody této datové struktury pak zajistí správné zformátování hodnot a následné vytištění do ISAC 
souboru. 
Výhodou tohoto přístupu je, že se data okamžitě po načtení z XMI souboru ukládají do datové 
struktury, která je uzpůsobena pro jejich zformátování a export do jazyka ISAC. Problémem ovšem 
může být externí parsovací knihovna, nebo vlastní XMI parser, které mohou paměťovou i 
procesorovou náročnost zbytečně zvýšit. Druhým aspektem je skutečnost, že uživatel má navržený 
diagram často již uložený v paměti ve formě EMF objektů, proto by bylo zcela zbytečné identická 
data načítat samostatně z externího souboru. 
5.1.2 Parsování pomocí EMF 
Na skutečnosti, že uživatel má při práci s diagramem celý model uložený v paměti, stojí tato druhá 
možnost, jak k transformaci přistupovat. Díky tomu, že už je celý model načtený v paměti odpadá 
nutnost načítání a parsování XMI souboru. To je zajištěno již při načtení nebo vytvoření diagramu 
automaticky pomocí metod nástroje EMF.  
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Data se v paměti nacházejí ve formě EMF objektů, které obsahují všechny hodnoty potřebné 
při konverzi do jazyka ISAC. Problémem je ovšem skutečnost, že se data nacházejí v nevyhovujícím 
formátu a je nutné je z datové struktury EMF modelu načíst do vlastní struktury v paměti, která data 
zformátuje tak, aby je bylo možné exportovat do ISAC. Vyskytuje se zde redundance dat v paměti, 
která je ovšem pro konverzi nezbytná. 
Vzhledem k tomu, že konverze bude vždy probíhat v rámci diagramových nástrojů ve 
vývojovém prostředí, je zbytečné požadovat zcela samostatný nástroj tak, jak bylo popsáno 
v předchozí kapitole, a je možné se naprosto spolehnout na přítomnost nástrojů a možností EMF, 
které jsou nezbytnou součástí diagramových nástrojů. Díky těmto argumentům jsem se nakonec 
rozhodl pro toto, zjevně lepší a jednodušší, řešení. 
5.2 Stromová struktura 
Protože jsem pro konverzi zvolil postup, který počítá s již načtenými daty v podobě EMF objektů 
v paměti, bylo nutné se zaměřit na vzájemné vztahy mezi metamodelem diagramů a strukturou jazyka 
ISAC. Jelikož diagramy vycházejí z jazyka ISAC, existuje mezi nimi do jisté míry určitá podobnost. 
Ta je zjevná zejména na stromové struktuře, která je základem obou reprezentací – grafické i textové 
a je pro obě reprezentace téměř totožná. Pro návrh konverze je zmíněná podobnost výhodou, protože 
není potřeba překonávat případné neslučitelné rozdíly obou reprezentací. Při návrhu a implementaci 
jsem narazil pouze na několik odlišností (např. sekce INSTANCE v kódu 5.1), které budou popsány 
dále. 
5.2.1 Analýza jazyka a diagramů 
Nyní uvedu jednoduchý příklad, na němž se pokusím demonstrovat společné rysy textové i grafické 
reprezentace modelovaného procesoru, konkrétně jedné operace z instrukční sady procesoru. Na 
obrázku 5.1 je znázorněna jednoduchá operace v podobě, ve které se vyskytuje v diagramu. Naproti 
tomu kód 5.1 reprezentuje identickou operaci v jazyce ISAC. Již z popisu syntaxe a sémantiky tohoto 
jazyka v kapitole 2.3Jazyk ISAC je zřejmá několika vrstvá struktura kódu, jednotlivé bloky jsou do 
sebe hierarchicky zanořeny, podobně jako v drtivé většině imperativních nebo značkovacích jazyků.  
Diagram 5.1 vystihuje společné rysy kódu i diagramu a zároveň je zde zobrazena zmíněná 
stromová struktura. S ohledem na ni jsem také postupoval při návrhu transformačního algoritmu, 
který je popsán v následující podkapitole. Obdobnou strukturu, jako tu, která je popsána na 
předchozím příkladu, mají veškeré prvky jazyka a diagramů, jak v sekci pro popis instrukční sady, tak 
v sekci pro deklaraci hardwarových prvků procesoru. 
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5.3 Transformační algoritmus 
Z provedené analýzy je patrná struktura jazyka i diagramů. Obecně je možné obě reprezentace 
považovat za strom. Listy tohoto stromu obsahují data, která je nutné přečíst, zformátovat a převést 
do požadovaného tvaru. Ovšem požadované atributy neobsahují pouze listy, ale také uzly (např. sekce 
OPERATION na obrázku 5.1 a v kódu 5.1 obsahuje kromě svých potomků také svůj název). 
Teoretickým kořenem zmíněného stromu je v případě diagramů objekt reprezentující plátno, na které 
jsou umísťovány všechny prvky, v případě jazyka je jím samotný soubor. Uzly ve stromě představují 
jednotlivé elementy, každý uzel má jednoho rodiče a neomezený počet potomků. 
Jak už bylo zmíněno, diagram je v paměti reprezentován modelem tvořeným objekty, které 
byly vygenerovány nástrojem EMF. Všechny tyto objekty jsou poskládány opět do obdobné 
struktury, problémem je ovšem to, že data uložená v tomto modelu nejsou v požadovaném formátu a 
navíc je tato struktura trochu odlišná než struktura jazyka ISAC, do kterého požadujeme data 
transformovat. Proto bylo nutné vytvořit vlastní datovou strukturu, která tyto problémy překlene. 
S ohledem na analýzu z kapitoly 5.2.1 bylo nutné transformační strukturu navrhnout tak, aby 
co nejlépe kopírovala stromovou strukturu jazyka ISAC. Navržená architektura musí splňovat 
pravidla stromu popsaného v této kapitole. Každá sekce proto může být rodičovskou sekcí několika 
následujících, které jsou v ní obsaženy, a zároveň obsahuje data ve formě atributů. Diagram 5.2 




 INSTANCE op0 ALIAS {nop};
 CODING {nop 0b000}; 
 ASSEMBLER {nop "NOP"}; 
 BEHAVIOR 
 { 
  behavior; 
 }; 
} 













Prvním krokem je tak načtení dat z modelu do této transformační struktury. Během načítání je 
nutné se v několika případech vracet k již vytvořeným objektům v transformační struktuře a 
aktualizovat jejich data. Uvedu jeden příklad, kdy je tato aktualizace potřebná. V diagramech operací 
chybí sekce INSTANCE, která v jazyku ISAC slouží pro deklaraci všech instancí skupin nebo 
operací, které budou v dalších sekcích operace použity. Diagramy tuto sekci neobsahují, místo toho 
instance přímo používají v sekcích ASSEMBLER nebo CODING, aniž by bylo jejich používání dříve 
deklarováno. Během načítání sekcí ASSEMBLER nebo CODING může algoritmus narazit na 
instanci, která se ještě v aktuální operaci neobjevila a je proto nutné aktualizovat obsah sekce 
INSTANCE. 
Samotné načítání probíhá tak, že algoritmus postupně projde všechny objekty modelu a zanoří 
se až k listům pomyslného stromu. Tento postup vybízí k použití rekurze, ale vzhledem k tomu, že 
přístupové metody jednotlivých atributů nemají unifikované názvy, není možné rekurzi použít. A tak 
jsou postupně volány jednotlivé přístupové metody a atributy získávány každý zvlášť. Po načtení 
následuje exportování načtených dat do jazyka ISAC. Je nutné dodržet správné formátování 





























6 Implementace transformace 
V této kapitole bude uvedeno, jakým způsobem jsem při implementaci využil poznatků, získaných 
z provedené analýzy a návrhu transformace. Popíšu, jak konkrétně jsem implementoval transformační 
strukturu, o jejímž návrhu pojednávala přechozí kapitola. 
Nástroje pro modelování procesoru diagramy jsou součástí vývojového prostředí projektu 
Lissom, které je postavené na platformě Eclipse. Celé prostředí včetně diagramů je vyvíjeno v jazyce 
Java, který je pro Eclipse primárním programovacím jazykem. Z tohoto důvodu je celý transformační 
nástroj implementován právě v Javě. Tato kapitola bude obsahovat také  části kódu v tomto jazyce. 
6.1 CObject architektura 
Datová struktura určená pro transformaci kopíruje hierarchii sekcí v jazyce ISAC a musí mít všechny 
vlastnosti popsané v kapitole 5.3. Proto jsem navrhl rodičovskou abstraktní nadtřídu, která všechny 
požadované vlastnosti má. Tato třída má název CObject a je společnou nadtřídou všech ostatních 
tříd použitých v transformačním nástroji. Základním kamenem celé architektury je stromová 
struktura, proto jsou nutným atributem rodičovské třídy prvky, které tuto vlastnost zajistí. Jedná se o 
atributy parent a children. Parent je typu CObject a představuje nadřazený uzel, children je 
seznam objektů opět typu CObject, který je seznamem všech synovských uzlů. 
6.1.1 Metoda toString 
Další nezbytností je metoda, která zajistí zformátovaný výstup do jazyka ISAC. Zde jsem využil, toho 
že všechny objekty v Javě vycházejí z třídy Object, která definuje metodu toString. Ta je 
implicitně volána pokaždé, když je potřeba daný objekt převést na textový řetězec. V třídě CObject 
je metoda toString uvedena jako abstraktní, což všechny třídy, které jsou z CObject zděděny, nutí 
tuto metodu implementovat. Tato skutečnost zajišťuje pohodlnou a jednoduchou cestu, jak celou 
datovou strukturu převést na textový řetězec jazyka ISAC. Ve třídách, které vycházejí z třídy 
CObject je pak metoda toString zpravidla implementována jako v ilustračním kódu 6.1. 
Metoda toString v cyklu zpracuje všechny objekty v seznamu children a uloží jejich 
textovou reprezentaci do proměnné typu textový řetězec. Přetypování proměnné child v cyklu 
samozřejmě vyžaduje další volání metody toString, která je ovšem pro synovský uzel odlišná a i 
ona může volat další metody stejného jména svých dětí. Takto se algoritmus zanořuje až k listům 
stromu, odkud se vrací společně se zformátovaným textovým výstupem. Tento postup je velice 
jednoduchý a nenáročný na údržbu. Je třeba dodržovat pouze několik jednoduchých zásad. Například 
je nutné zavést konvence, kde a za jakých podmínek umísťovat znak konec řádku nebo středník. 
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Na místech označených komentáři v kódu 6.1 jsou obvykle vloženy předpony a přípony, které 
identifikují právě zpracovávanou sekci (např. je přidán řetězec uvozující sekci OPERATION) nebo 
celou sekci zakončují (obvykle kombinace znaků nový řádek, složená závorka nebo středník). 
Některé implementace metody toString musejí vkládat mezi jednotlivé potomky oddělovače, proto 
třída CObject disponuje také metodou toString s parametrem, který reprezentuje oddělovač. Tato 
metoda není abstraktní, protože je bez nutnosti reimplementace použitelná v několika dalších třídách, 
které vychází z třídy CObject. Její definice je podobná té v kódu 6.1, pouze s tím rozdílem, že je mezi 
potomky vždy vložen oddělovač, který je specifikován parametrem předaným funkci. 
6.1.2 Typování objektů 
Z rodičovské třídy CObject dědí více než patnáct neabstraktních tříd. Proto je součástí rodičovské 
třídy také výčet, který obsahuje všechny typy bloků, které se v diagramu mohou vyskytnout. Výčet je 
zde z několika důvodů. Prvním jsou již zmíněné prefixy některých sekcí. Součástí třídy CObject je 
také atribut type, jehož typem je právě výčet. Pomocí tohoto atributu lze jednoduše rozpoznat o jaký 
blok jazyka ISAC jde, ale také je možné tohoto atributu použít při tvorbě prefixu. V takovém případě 
je získána textová hodnota atributu type a vložena do prefixu. 
Druhým důvodem existence atributu type a výčtu typů je nutnost občas řadit objekty a atribut 
type slouží k porovnávání při tomto řazení. Řazení je nutné v několika třídách těsně před 
exportováním do jazyka ISAC. Jak bylo uvedeno v kapitole 5.3, během zpracovávání modelu 
diagramu se musí transformační algoritmus v některých případech vracet a aktualizovat obsah již 
vytvořených objektů nebo dokonce vytvářet nové. V takovém případě ale může nastat situace, kdy 
budou jednotlivé synovské uzly v aktuálním uzlu neseřazeny a při exportování do jazyka ISAC by 
pak byla celá sekce nepřehledná. Tento problém nastává například při zpracování sekce 
OPERATION, proto je také v metodě toString odpovídající třídy voláno řazení. 
@Override 
public String toString() 
{ 
 String code; 
 //here is possible to put some prefix to code 
 for(CObject child : this.children) 
  code += child; 
 //you should usually add end of line or bracket to code 





Kód 6.2 znázorňuje některé typy, které se v diagramové reprezentaci objevují. K řazení objektů 
je v Javě potřeba speciální třídy, která implementuje rozhraní Comparator a jeho metodu compare. 
Ta porovná předané parametry a podle jejich vzájemného vztahu vrátí odpovídající hodnotu, která 
signalizuje, zda jsou si porovnávané objekty rovny nebo je jeden z nich větší. V případě porovnání 
objektů CObject je z atributu type objektů zjištěn typ a jeho číselná hodnota, tak pak slouží 
k porovnání. 
Kód 6.3 ukazuje použití řazení. Konkrétně je využita statická metoda sort třídy 
Collections ze standardní knihovny Javy. Této metodě se jako parametr předá seznam synovských 
uzlů children a třída implementující rozhraní Comparator, v mém případě tedy třída 
TypeComparator. Metoda seznam seřadí podle pořadí, ve kterém jsou uvedeny jednotlivé typy ve 
výčtovém typu Type. 
6.2 Konverze Instructionset diagramů 
Jak už bylo zmíněno dříve, jazyk ISAC je možné rozdělit na dva hlavní logické celky. Jedním z nich 
je modelování hardwarových zdrojů, druhým je popis operací procesoru. Stejně je rozdělen také 
nástroj pro modelování pomocí diagramů. Tato kapitola se bude zabývat implementací konverze 
Instructionset diagramů. Bude zde jednoduše a výstižně popsána struktura tříd a uvedeno řešení 
některých netriviálních problémů. Implementací konverze Structure diagramů se zabývá kapitola 6.3. 
Collections.sort(children, new TypeComparator()); 
Kód 6.3 
public enum Type 
{ 
 GROUP, CROPERATION, OPERATION, INSTANCE, CODINGROOT //... 
}  
  
public class TypeComparator implements Comparator<CObject> 
{     
    public int compare(CObject o1, CObject o2) 
    { 
     int o1Type = o1.getType().ordinal();         
     int o2Type = o2.getType().ordinal(); 
     if(o1Type > o2Type) 
      return 1; 
     else if(o1Type < o2Type) 
      return -1; 
     else 
      return 0;     




Po analýze jazyka ISAC a možnostech diagramů bylo nutné navrhnout konkrétní hierarchii 
tříd, které by byly jakýmsi metamodelem pro konvertor diagramů instrukční sady. Během 
implementace jsem dokonce musel několikrát zasáhnout také do vztahů v metamodelu diagramů. 
Jednak proto, aby byla konverze jednodušší, ale byly také nutné některé změny, které vyžadovala 
sama syntaxe a sémantika jazyka ISAC a diagram se s nimi v některých částech rozcházel. Zde se 
oplatila pružná struktura navržené architektury popsané v minulé kapitole, protože zásahy do 
metamodelu se dotkly vždy jen jedné sekce a stačilo tedy provést jen změny v postižené odpovídající 
třídě. 
Základním prvkem konverze diagramů instrukční sady je třída InstructionsetConvertor, 
která je protějškem třídy metamodelu diagramu Canvas. Tedy třídy, která reprezentuje plátno, na 
které se diagram kreslí. Na ní se pokusím demonstrovat postup, který je použit u všech ostatních tříd 
struktury. Konstruktor této třídy získá jako svůj parametr objekt, který je protějškem právě 
konstruovaného objektu. V tomto případě objekt typu Canvas. Konstruktor pak zpracuje všechna 
data z předaného objektu. To znamená, že v případě objektu Canvas zpracuje všechny operace, 
skupiny a spojení, které diagram obsahuje. Zpracováním je myšleno, vytvoření synovských uzlů, 
které probíhá stejným způsobem – tedy tak, že konstruktor těchto uzlů obdrží odpovídající objekt 
metamodelu diagramu. Tento postup se opakuje až do chvíle, kdy algoritmus narazí na koncový uzel 
(list) struktury. 
Některé sekce ovšem vyžadují zvláštní pozornost a jejich zpracování a konverze není triviální. 
Některým z nich se věnují následující kapitoly. K vysvětlení řešení problémů bude použito 
jednoduchých diagramů tříd. Všechny třídy, které se v těchto diagramech vykytují, jsou zděděny 
ze třídy CObject, tento vztah není v diagramech znázorněn. Kompletní diagram tříd je k dispozici 
jako příloha k této práci. 
6.2.1 Skupiny a aliasing operací 
Na diagramu 6.1 je znázorněna závislost tříd, které implementují vlastnosti sekce GROUP. Jazyk 
ISAC umožňuje slučovat jednotlivé operace do skupin. Skupiny mohou kromě operací obsahovat také 
další skupiny. K operacím, které jsou členy nějaké skupiny, je možné vytvořit takzvané alias operace. 
Existence alias vztahu se v diagramu značí spojením, textovou podobu demonstruje kód 6.4 [2]. 
 
OPERATION r0 {ASSEMBLER {"r0"}; CODING {0b0000}; } 
OPERATION r0a {ASSEMBLER {"PC"}; CODING {0b0000}; } 
GROUP regs = r0 ALIAS {r0a}, ... ; 
Kód 6.4 
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Význam konstrukce ALIAS přiblíží následující příklad. V tomto případě potřebujeme dvojí 
asemblerovou notaci (r0 a PC) pro jeden registr. Toho je jednoduše dosaženo pomocí konstrukce 
ALIAS. Nyní můžeme v asemblerovém souboru použít r0 i PC. Disasembler ale obě dekódované 
instrukce bude vždy interpretovat jako r0 [2]. Při transformaci se tato vlastnost musí zohlednit. Proto 
jsem při implementaci vytvořil třídu CGroupContent, která reprezentuje jednu položku skupiny. 
Touto položkou může být jak skupina, tak operace. V CGroupContent se vyskytuje v podobě 
atributu root. Pokud je root typu COperation, což znamená, že položka skupiny je operací, může 
mít celá položka CGroupContent i synovské uzly, kterými budou alias operace, v případě že je 
aktuální operace, kterou reprezentuje atribut root, má. 
Operace se do skupin začleňují v průběhu zpracování operací. Pokud algoritmus narazí na 
operaci, která je členem nějaké skupiny, pokusí se tuto skupinu vyhledat. Pokud hledaná skupina 
existuje, přidá do jejích synovských uzlů aktuálně zpracovávanou operaci. Pokud skupina neexistuje, 
nejprve ji vytvoří a až poté do ní operaci přidá. Zpracování alias spojení probíhá opět při transformaci 
operace v konstruktoru COperation. Pokud je operace aliasem nějaké jiné, vyhledá se skupina, do 
které tato jiná operace náleží a aktualizuje se její obsah. Zde ale může nastat problém, protože 
operace, jejímž aliasem je operace aktuální, ještě nemusela být zpracována. Proto se musí 
zpracovávané operace nejprve rozdělit na ty, které jsou aliasem a na ty, které jím nejsou. Ty, které 
aliasem jsou, se zařadí do seznamu, který bude zpracován až po tom, co se zpracují operace, které 
aliasem nejsou. 
6.2.2 Sekce Assembler a Coding 
Sekce ASSEMBLER a CODING obsahují mnoho prvků, které jsou si velmi podobné, ovšem 
v několika detailech se liší. Proto jsem toto vzal při návrhu tříd v úvahu a oběma těmto třídám 
vytvořil společnou abstraktní rodičovskou třídu CACSection (viz diagram 6.2). Ta implementuje 


















jsou patrné rozdíly mezi reprezentací instancí v diagramech a v jazyku ISAC. Proto se musí při 
zpracování instancí dodržet následující postup. Pokud algoritmus v sekci CODING nebo 
ASSEMBLER narazí na instanci, zkontroluje, zda operace, ve které se aktuální sekce nachází, již 
instanci tohoto jména obsahuje. Pokud ano, nic se neděje a vše je v pořádku, ale pokud ne, vytvoří se 
nová instance typu CInstance a zaregistruje se jako synovský uzel aktuální operace. Zde se hojně 
využívá odkazu parent na rodičovský uzel. 
Vzhledem k tomu, že sekce ASSEMBLER i CODING vždy obsahují pouze koncové uzly, 
vytvořil jsem třídu CElement, která je reprezentuje. Jejím obsahem je pouze textový řetězec a nemá 
žádné potomky. Instance CElement se zařazují mezi synovské uzly obou sekcí během zpracování 
jednotlivých položek těchto sekcí. Mohou jimi být již zmíněné instance, terminal, attribute anebo 
makra (TOBIN a STRINGIZE). Syntaxe sekcí terminal a attribute se liší, proto jsou ve třídě 
CACSection deklarovány abstraktní metody pro jejich zpracování, které jsou třídami CAssembler a 
CCoding implementovány rozdílně. 
6.2.3 Změny v metamodelu 
Během implementace jsem narazil na několik problémů, které se daly vyřešit pouze změnami 
v metamodelu Instructionset diagramu. K tomu, abych lépe porozuměl EMF, nástroji, který se o 
správu metamodelu stará, jsem musel nastudovat, jednak postup jakým se metamodel tvoří [3], ale 
také to jaké následky to bude mít na diagram, tedy část, kterou zajišťuje nástroj GMF [4]. Jedná se o 
nástroje velice komplexní a složité a proto jsem vycházel z poznatků v [5]. 
Úpravy v metamodelu nebyly příliš složité, proto se téměř ani nedotkly implementace 
diagramu, ale pouze modelu samotného. Bylo potřeba změnit vztahy tříd TOBIN a STRINGIZE tak, 
aby obě dědily ze třídy Item (viz [5]). Dále jsem narazil na některé nesrovnalosti v Cooding Root 












6.3 Konverze Structure diagramů 
Jazyk ISAC je momentálně ve druhé verzi. V projektu Lissom je využíván už delší dobu a od první 
verze prošel jistým vývojem. Podoba Structure diagramu se bohužel nevyvíjela společně s jazykem a 
tak se dostala do zcela nepoužitelného stádia. Proto jsem musel před implementací transformace 
navrhnout kompletně nový metamodel Structure diagramu. 
6.3.1 Nový metamodel 
Původním záměrem této práce bylo navrhnout a implementovat nástroj pro konverzi jak 
Instructionset tak Structure diagramů do jazyka ISAC. V průběhu implementace jsem ale narazil na 
obrovské nesrovnalosti mezi jazykem ISAC a aktuálním Structure diagramem. Z tohoto důvodu 
nebylo možné dále pokračovat ve vývoji transformace. Vzhledem k tomu, že oba nástroje – diagram i 
jeho konverze do jazyka ISAC, budou nasazeny v praxi, a proto je důležité, aby byly oba funkční a 
hlavně aktuální. Po několika konzultacích s vedoucími projektu Lissom jsme dospěli k rozhodnutí, že 
celý Structure diagram bude navržen a implementován znovu. Během práce na konverzi 
Instructionset diagramu jsem porozuměl nástrojům EMF a GMF natolik, že jsem byl schopný 
navrhnout i nový metamodel Structure diagramu. 
V rámci této bakalářské jsem vypracoval nový metamodel v EMF, tedy základní strukturu pro 
vývoj nového diagramového nástroje. Metamodel je možné v EMF navrhnout několika způsoby, já 
jsem se rozhodl pro diagram tříd, kterým je možné jednoduše navrhnout třídy, atributy a vztahy i 
jejich omezení. Práce na novém Structure diagramu bude pokračovat po dokončení této bakalářské 
práce a dalece přesahuje její původní rozsah. Do nového metamodelu byly zahrnuty všechny 
dosavadní hardwarové prvky jazyka ISAC. Jedná se o paměťové prvky (memory, cache, ram a bus), 
dále registry, pipeline a mapování paměti. Uvedené prvky obsahují řadu volitelných i povinných 
atributů, proto jsem navrhl systém, kterým se tyto prvky a atributy vytvářejí a editují.  
Na obrázku 6.1 je pro ilustraci znázorněn paměťový prvek RAM. Podle specifikace jazyka 
ISAC [2] má RAM několik povinných atributů – název, velikost adresovatelného bloku paměti, počet 
těchto bloků, atribut blocksize, který definuje velikost bloků a případných sub-bloků a příznaky pro 
Obrázek 6.1 Obrázek 6.2 
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čtení a zápis. Tyto povinné atributy jsou v navrženém systému řešeny jako statické editovatelné 
položky přímo v objektu RAM v diagramu nebo v menu Properties (obrázek 6.2). S výjimkou 
atributu příznaků, které jsou vyřešeny stejným způsobem jako volitelné atributy. Pro ty je v prvku 
vyhrazeno speciální místo a je možné je do tohoto prostoru umísťovat. Na obrázku 6.1 má prvek 
s názvem ram02 dva volitelné atributy endiannes a latency. Tyto atributy jsou dostupné z lišty 
nástrojů a je možné je libovolně objektům přidávat a odebírat. 
GMF se automaticky stará o to, aby bylo možné prvkům přidělit jen ty volitelné atributy, které 
jim podle metamodelu přísluší. Metamodel také například specifikuje počet příznaků pro zápis a čtení 
z paměťového prvku pomocí agregace s kardinalitou 1..3. Tuto vlastnost je ale ještě dále nutno 
upravit pomocí OCL (Object Constraint Language) [4] [5] tak, aby objekty, které příznak neobsahuje 
vůbec nebo více příznaků stejného typu, považovány za nevalidní. Vytváření těchto sémantických 
pravidel bude probíhat společně s vývojem diagramu. Nástroj GMF toto umožňuje a je toho v praxi 
využito například v [5]. 
6.3.2 Mapování paměti 
Mechanismus mapování pamětí, které jazyk ISAC definuje, je pro realizaci diagramů poněkud 
složitější, proto je mu věnována samostatná podkapitola. Jedná se o konstrukci, která definuje 
mapování fyzických paměťových prvků do jednoho společného logického adresového prostoru. 
Mapovat je možné jak paměťové bloky, tak registry. Každá položka v mapované paměti musí mít 
specifikovánu sběrnici, kterou je prvek propojen s procesorem. Pro mapování registru je nutné uvést, 
na kterou konkrétní adresu bude namapován. Pro mapování paměti je nutné specifikovat rozsah 
logické paměti, která mapovanou paměť bude pokrývat. Dalším parametrem mapování je interval, 
který určuje, jakým způsobem budou použity jednotlivé bity pro reprezentování adresy [2]. 
Mapování se v jazyku ISAC chová jako jeden z prvků, stejně je také reprezentován v novém 
metamodelu. Navržené řešení vypadá tak, že na paletě nástrojů je jedním z nástrojů mapování paměti. 
Dále je zde k dispozici prvek reprezentující konkrétní adresu nebo její rozsah. Ty je možné do prvku 
mapování paměti vkládat podobně jako volitelné atributy do paměťových prvků (kapitola 6.3.1). Dále 
se musí specifikovat jakou paměť nebo registr rozsah nebo adresa reprezentuje. Pro tento vztah bude 
mít uživatel dvě možnosti. Buď v diagramu vytvoří spoj mezi adresou resp. rozsahem a registrem 
resp. pamětí, nebo v panelu Properties vybere v rozevíracím seznamu, jaký prvek je na tuto adresu 
mapován. Podobným systémem jsou v Instructionset diagramu řešeny instance. Obdobně je také 
možno specifikovat sběrnici, která propojí mapovaný prvek s procesorem. 
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Celkový diagram metamodelu je velice rozsáhlý a proto zde uvedu pouze jeho zjednodušenou 
část, která popisuje mapování paměti. Celý diagram je k dispozici jako příloha této práce. Jedná se o 
diagram tříd vytvořený přímo pomocí nástroje EMF. Z něj se dále generuje kód modelu v jazyce Java 
a případné soubory GMF potřebné pro vytvoření diagramu. V diagramu 6.3 jsou znázorněny třídy, 
které modelují hardwarové prvky jazyka ISAC. Všechny mohou být umístěny na plátno diagramu, 
což znázorňuje vztah agregace mezi nimi a třídou reprezentující plátno. Objekt reprezentující 
mapování paměti má vztah agregace s prvky MappedReg a AdressBlock tak, aby je bylo možno do 
mapované paměti umisťovat jako atributy. Specifikaci paměťového prvku, který bude na tuto adresu 
mapován, zajišťují asociace s třídou reprezentující registr a nadtřídou, která pokrývá všechny 
elementy, které možné mapovat na rozsah logické paměti. Určení sběrnice je rovněž zajištěno 
asociací. 
Specifikace jazyka ISAC nenutí návrháře pokrýt logický adresový prostor spojitě, takže 
jednotlivé adresové bloky a adresy na sebe nenavazují. Dokonce není nutné tyto adresové prostory 
definovat v pořadí určeném adresou nebo jejím rozsahem. Naproti tomu je nutné hlídat, zda se dva či 
více adresových prostorů nepřekrývá a také to, aby všechny mapované prvky měly identickou 
velikost jedné paměťové buňky. Toho bude docíleno kontrolou validity pomocí jazyka OCL. Další 
Diagram 6.3 
 26 
vlastností mapování paměti by mělo být „drag and drop“ prvků tak, aby mohl návrhář pohodlně měnit 
jejich pořadí uvnitř mapovacího prvku pouhým přetažením. V tomto případě jsem se inspiroval 
chováním sekcí CODING a ASSEMBLER v Instructionset diagramu, jehož implementace je popsána 
v [5]. 
6.3.3 Konverze 
Na základě nového metamodelu vznikl mechanismus konverze jazyka ISAC. Zpracování Structure 
diagramů je založeno na stejném principu jako konverze Instructionset diagramů, který byl popsán 
v kapitole 6.2. Konverze Structure diagramu je poněkud jednodušší, protože diagramy neobsahují 
žádné prvky, které by nebyly v souladu s jazykem ISAC. Algoritmus opět využívá architektury 
CObject, kterou jsem popsal a vysvětlil v kapitole 6.1. Obecně je možno říct, že každý prvek na 
paletě nástrojů Structure diagramu je při transformaci reprezentován jednou třídou, která vychází 
z rodičovské třídy CObject. Celá problematika konverze je velice podobná konverzi Instructionset 
diagramu, a proto zde nebudu zmiňovat její detaily. Veškeré principy jsou shodné, protože jsem nový 
metamodel navrhl tak, aby byla práce se Structure diagramem co nejvíce podobná práci 
s Instructionset diagramem. 
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7 Výsledný nástroj 
Jak už jsem zmínil dříve, nástroje pro grafické modelování procesorů jsou součástí vývojového 
prostředí projektu Lissom, což je nástroj pro komplexní modelování MPSoC (viz kapitola 1). 
Vývojové prostředí projektu Lissom je postaveno na platformě Eclipse a je tomuto prostředí velice 
podobné, protože se jedná o Eclipse rozšířené o některé vlastní zásuvné moduly (např. diagramy) a 
upravené pro potřeby projektu Lissom. Tato kapitola se zabývá zejména začleněním nástroje pro 
transformace do jazyka ISAC do tohoto prostředí, dále je zde vysvětlena práce se soubory a také 
naznačen další vývoj. 
7.1 Integrace do vývojového prostředí Lissom 
Práce s diagramy v prostředí projektu Lissom vypadá následovně. V jednom projektu může mít 
uživatel umístěny až tři soubory diagramů – structure, instructionset a activation. V každém z nich má 
k dispozici akci „Generate ISAC“ jako položku v kontextovém menu plátna. Všechny položky 
kontextového menu v diagramech je možné editovat a přidávat pomocí nástroje GMF. Ke každé 
položce musí být přiřazena akce, třída, která implementuje rozhraní IObjectActionDelegate a 
jeho metody, zejména metodu run, která je volána jako reakce na kliknutí v kontextovém menu. 
Generování jazyka ISAC, vypadá tak, že po kliknutí na akci „Generate ISAC“ v jednom ze souborů 
diagramu, systém prohledá celý aktuální projekt a pokusí se vygenerovat ISAC soubor ze všech 
diagramů, které v projektu nalezl. Výsledný ISAC soubor pak zapíše a uloží do projektu. Ve 
vývojovém prostředí projektu Lissom je k dispozici editor souborů jazyka ISAC, a tak je možné 
výsledný soubor pohodlně zobrazit a editovat. 
7.1.1 Práce se soubory a projekty 
V prostředí Eclipse je velice výhodné pracovat se soubory pomocí nástrojů, které nabízí Eclipse, 
místo standardních I/O funkcí Javy. Tyto nástroje se souhrnně nazývají Eclipse Resources API. 
Systém pro práci se soubory v Eclipse je poměrně složitý a komplexní. Vývojové prostředí tohoto 
systému využívá a na jeho základě definuje vlastní specializované funkce. Díky tomu je možné 
k projektům, adresářům a souborům přistupovat jako k hierarchii proměnných, což se velice hodí 
například při vyhledávání souborů v projektu. Navíc se Eclipse Resources API automaticky stará o 
aktualizace celého pracovního prostoru při každé změně v jeho souborové struktuře [6]. 
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Každý prvek Eclipse Resources může obsahovat atributy, které udávají jeho aktuální stav. Tyto 
atributy se nazývají markery. V průběhu konverze může dojít k několika událostem, o kterých by se 
měl uživatel dozvědět. Jedním z komunikačních kanálů s uživatelem jsou právě markery. Lze jim 
totiž nastavit několik atributů jako typ, zprávu apod. (viz obrázek 7.1). Jejich hlavní výhodou je 
persistence, takže nevyřešené chybové i jiné zprávy přetrvávají společně s projektem. Pokud během 
konverze dojde ke kritické chybě, je o ní uživatel informován zprávou ve formě dialogového okna. 
Dále je ve vývojovém prostředí projektu Lissom k dispozici konzole, kam jsou rovněž zapisovány 
zprávy o průběhu konverze. Uživatel zde může najít podrobnější informace než v markerech. 
7.2 Další vývoj 
Přestože jsem splnil zadání této práce, vývoj prostředí projektu Lissom nekončí a s ním pokračuje i 
práce na některých detailech, které jsem v průběhu bakalářské práce započal, ale zatím nedokončil. 
Hlavní náplní další práce je vývoj nástroje pro zpětnou transformaci, z jazyka ISAC do diagramů. 
Návrh zpětné transformace je také jedním z bodů zadání této práce a bude popsán v kapitole 8. 
Dalším důležitým úkolem bude dokončení započaté práce na novém Structure diagramu. Zde bude 
třeba několika důležitých kroků. Prvním je definování sémantických pravidel pro validaci Structure 
diagramů, zde použiju zmíněný jazyk OCL. Následně budu muset vytvořit grafickou specifikaci 
zobrazování nástrojů, vztahů a objektů diagramu. Jedná se o poměrně složitou a zdlouhavou práci 
s nástrojem GMF. Výsledkem bude nástroj pro grafické modelování hardwarových zdrojů procesoru 
s možností konverze do jazyka ISAC, která je již implementována. 
Dále se moje budoucí práce zaměří na úpravy současného Activation diagramu. V něm je 
potřeba lépe specifikovat základní pravidla pro přechod mezi operacemi. Řešení tohoto problému se 
bude zřejmě inspirovat vývojovými diagramy, které jsou k vidění například ve specifikaci jazyka C. 
Po reimplementaci Activation diagramu bude pravděpodobně nutné udělat několik úprav také v kódu 
konverze. Navržená architektura konvertoru, by měla zajistit hladký průběh těchto úprav. 
Obrázek 7.1 
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8 Návrh zpětné transformace 
Tato kapitola se zabývá možnostmi, které jsou k dispozici pro transformaci z jazyka ISAC do 
grafické reprezentace architektury procesoru. K dispozici je několik řešení, které budou vysvětleny 
v následujících kapitolách. 
8.1 Datové a diagramové soubory 
Diagram reprezentující model ukládá GMF do dvou souborů. První z nich je produktem frameworku 
EMF, obsahuje samotný model, resp. data, která tvoří model. Druhým je soubor, který je podstatně 
obsáhlejší. Obsahuje totiž popis veškerých objektů v diagramu včetně informací o rozměrech, pozici 
apod. Oba soubory jsou ve formátu XMI a jednotlivé korespondující elementy jsou provázány 
unikátním klíčem tak, aby bylo možné identifikovat, které dva prvky k sobě náleží. 
8.1.1 Parser a modelová data 
V současné době ještě není k dispozici plnohodnotný parser jazyka ISAC, kterým by bylo možné 
ISAC modely načítat. Jedná se ale o velice důležitou komponentu celého systému, a proto už je tento 
nástroj ve vývoji. Mělo by se jednat o velice jednoduchý nástroj, jehož vstupem bude soubor v jazyce 
ISAC a výstupem bude seznam elementů jazyka ISAC v pořadí v jakém jsou uvedeny ve zdrojovém 
souboru. Tento seznam bude nutné zpracovat, vypustit z něj nadbytečná data (např. prvky, které 
nejsou v diagramech implementovány) a teprve poté z něj vytvořit strukturu založenou na objektech 
Ecore metamodelu diagramu. 
Pomocí metod, které jsou součástí metamodelu, je možné celou strukturu zkonstruovat a 
naplnit načtenými daty. EMF navíc při generování metamodelu vytváří metody, které se starají o 
zápis a čtení XMI souborů z a do paměti. Na jedné straně stojí kořenový objekt struktury modelu, 
kterým je nejčastěji objekt reprezentující plátno, a na druhé odpovídající XMI soubor. V reverzním 
transformačním mechanismu této metod využiju k uložení načteného ISAC modelu do souboru XMI, 
který je nezbytný pro zobrazení diagramu. 
8.1.2 Automatické rozmísťování 
Druhou etapou reverzní transformace je vytvoření XMI souboru i údaji o poloze a rozměrech 
jednotlivých elementů. Mým původním záměrem bylo použít některý z již exitujících grafových 
algoritmů pro automatické rozmísťování elementů v diagramu. Druhou možností bylo využití některé 
externí knihovny, která tyto algoritmy implementuje. Narazil jsem ovšem na problém, kterým je 
obrovská složitost XMI souboru s údaji o diagramu. Tento problém dělá první dvě možností téměř 
neřešitelnými. Naštěstí se naskytlo řešení poměrně jednoduché a velice přirozené. GMF totiž 
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obsahuje metody, které tyto soubory umí automaticky generovat ze struktury metamodelu v paměti. 
Těmto metodám stačí předat kořenový objekt modelu, na výstupu pak lze očekávat objekt, který 
reprezentuje diagram. Ten stačí vhodně zobrazit nebo uložit do XMI souboru. Tyto metody se jeví 
zatím jako nejschůdnější řešení zpětné transformace, ovšem doposud ještě nebyly vyzkoušeny 




Výsledkem mé bakalářské práce je zejména funkční transformace diagramů reprezentujících 
architekturu procesoru do jazyka pro popis architektur ISAC. Tato skutečnost se také projeví celkově 
na využitelnosti vývojového prostředí projektu Lissom, protože je nyní možné plně využít pro 
modelování procesoru diagramy a ty pak dále použít při generování nástrojů pro simulaci 
modelovaného procesoru. Transformace je navíc založena na principech, které lze převzít i pro 
transformace jiných jazyků a digramů založených na frameworku GMF. Kromě samotné 
implementace jsem věnoval podstatnou energii a čas studiu frameworků EMF a GMF. Díky tomu 
jsem navrhnul nový metamodel pro diagramy hardwarových zdrojů procesorů.  
V rámci této bakalářské práce vzniklo celkem 23 zdrojových souborů v jazyce Java, které 
obsahují více než 1500 řádků kódu (bez komentářů). Do tohoto počtu ale není započítán nový 
metamodel Structure diagramu, který obsahuje nesrovnatelné množství kódu. 
Další vývoj v této oblasti se zaměří zejména na dokončení nového Structure diagramu, zde se 
jedná hlavně o vytvoření zásuvného modulu diagramu na základě hotového metamodelu. Výsledkem 
bude nástroj podobný diagramům instrukční sady, který bude rovněž možné transformovat do jazyka 
ISAC. Druhou etapou v následujícím vývoji bude implementace transformací z jazyka ISAC do 
diagramů. Tím se diagramové nástroje plně integrují do celého vývojového prostředí. 
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 Diagram tříd architektury CObject 
 Diagram metamodelu Structure diagramu 




Přiložené cd má následující strukturu a obsah: 
/doc – dokumentace 
/doc/diagram – diagramy tříd a Ecore metamodelu 
/src – zdrojové soubory 
/bin/cs – spustitelná podoba vývojového prostředí projektu Lissom 
/bin/lmx – licenční server pro vývojové prostředí 
Vývojové prostředí je zkompilováno pro 64 bitovou platformu Windows 7. Pro práci s ním je nutné 
spustit licenční server, který se nalézá v adresáři /bin/lmx. 
 
