Software processes are complex entities that demand careful understanding and improvement as they determine the quality of the resulting product. A necessary step toward the improvement of an organization's process is a clear description of the entities involved and of their mutual relationships. Process model elicitation aims at constructing this description under the shape of a software process model. The model is constructed by gathering, from several sources, process information which is often incomplete, inconsistent, and ambiguous. A process modeling language can be used to represent the model being elicited. However, elicitation requires process models to be understandable and well structured. These requirements are often not satisfied by available process modeling languages because of their bias toward process enaction rather than process description. This article presents a process modeling language and a support tool which are conceived especially for process model elicitation. The E 3 language is an object-oriented modeling language with a graphical notation. In E 3 , associations are a means to express constraints and facilitate reuse. The E 3 p-draw tool supports the creation and management of E 3 models and provides a view mechanism that enables inspection of models according to different perspectives.
INTRODUCTION
Software processes are complex activities that affect critical parameters such as final product quality and costs. A considerable research effort is currently spent in academia and industry to understand how to improve existing software processes.
Some of the approaches address process improvement from a managerial perspective: this is the case of the Capability Maturity Model [Paulk et al. 1993] , the Bootstrap project [Bootstrap Project Team 1993] , and the Quality Improvement Paradigm [Basili and Rombach 1988] . These approaches stress the importance of characterizing the process in order to assess it, evaluate its strengths and weaknesses, and identify an action list for improvement. Although a process description is highly recommended, these approaches emphasize evaluation and improvement of the process rather than its description.
Other approaches adopt a technological perspective: the research area known as software process modeling ] can be classified under this umbrella. A process model is a specification of a real-world software process. By analogy to software system specification [Ghezzi et al. 1991 ], a specification aims at describing precisely and unambiguously the requirements, the design, or the implementation. Hence, a process model can have different purposes depending on the metaprocess 1 activity that produces it. Huff identifies the main goals of software process modeling as understanding, improvement, and enaction, 2 and points out the importance of analysis of software process models in achieving any of the goals above [Huff 1996 ]. However, the community traditionally Kaiser and Feiler 1987] has focused on the ultimate goal of supporting enaction of process activities within ProcessCentered Software Engineering Environments (PSEEs). In this context, the process model provides the description for the activities to be executed. As a consequence, the majority of the existing Process Modeling Languages (PMLs) have privileged the language aspects that enable efficient and sophisticated execution mechanisms in a PSEE, such as reflection, and tool and data integration. This has led to PMLs that are often nonintuitive and hence difficult to exploit for process elicitation, where communication and understanding of the resulting process models are of paramount importance for users, who are not necessarily computer scientists. For these reasons, the exploitation of these PMLs in process improvement initiatives is limited.
The process modeling community is currently debating whether PSEEs can be adopted effectively by real organizations. This seems to require technological, organizational, and cultural endeavors that are too demand-ing for the majority of software factories. Moreover, a precise assessment of the economical benefits provided by process model enaction is still missing.
Nonetheless, process modeling already provides a suitable technology to build the process model mandatory for guiding any process-related activity, concerning both development and improvement. The importance of process modeling for elicitation rather than for enaction has been recognized already [Humphrey and Kellner 1989; Kellner and Hansen 1989] . Moreover, recent case studies [Aumaitre 1994; Bandinelli et al. 1995; Barghouti et al. 1995; McGowan and Bohner 1993] have evidenced that the elicitation of a process model can be useful per se even when the goal is not an enactable model, but rather the creation of a process description to be used in the context of a general process improvement strategy. These case studies describe the elicitation and specification of the process model of real-world organizations. They exploit a notation or a language not only for description, but also to help communication and interaction between the modeler and the process user during the elicitation activity and the related verification. However, the languages and notations used were conceived either for specification of software systems or for process enaction. As discussed in Section 1.1, process model elicitation poses special requirements and goals [Huff 1996] .
In summary, the elicitation activity should be regarded as the trait d'union between the managerial and technological approaches to software process improvement. Our goal is to support process model elicitation activities by providing a new formal PML, called E 3 PML, that is designed 3 with this goal in mind and without the initial commitment toward process enaction. Given the focus on process improvement, the major requirements for our PML are simplicity combined with modularization and abstraction facilities. Simplicity is needed because typical process users are not computer scientists and therefore should concentrate on how to model the process precisely rather than on the nuts and bolts of the modeling language. Modularization and abstraction are needed to cope with modeling in-thelarge and to foster reuse of process model fragments. Finally, we require our language to be formal, to allow verification of properties and leave room for further developments in the area of simulation and, possibly, enaction.
Software Process Model Elicitation
If a PML has to be used for eliciting a software process, its design is constrained in several ways. In this section, we describe the distinctive characteristics of the elicitation metaprocess activity and sketch the requirements we used as a basis for the design of our language.
Elicitation of a process model does not include any description of automation or enaction choices. The goal of elicitation is to understand a process and describe it gradually by means of a model. The elicitation of the software process model of an organization is often the very first attempt to define it, trying to build a description that is as close as possible to how the real process is carried out [Bandinelli et al. 1995] . Consequently, during this activity, process information is gathered from several sources which is often incomplete, inconsistent, and ambiguous. Common sources include documentation (e.g., quality manuals written in natural language), process owners, and process performers. 4 Metaprocesses for the elicitation activity, involving the explicit use of process models, are discussed in the aforementioned case studies. During elicitation, the modeler describes the information gathered by means of model fragments. The fragments are refined gradually, both to fulfill requirements of the process users and to be internally consistent. Modeling is usually interleaved with verification performed jointly by the process users and the modeler. Finally, model fragments are integrated to derive the final, fully formalized model of the software process. Since fragments modeling different parts of the process may be derived from inconsistent sources of information, they may be reconciled and modified to restore a globally consistent model. Multiple integration sessions should be interleaved with verification of model consistency and completeness. Model verification is achieved through analysis, which can be performed either on the static representation of the process or on its dynamic behavior, as prescribed by the model. Static analysis mechanisms may encompass syntactic and semantic checks [Deiters and Grun 1994] , as well as queries and views on the model [Curtis et al. 1992; Tanaka et al. 1995] . On the other hand, dynamic analysis techniques rely on either simulated [Mi and Scacchi 1990] or real [Cook and Wolf 1994] enaction of the process model. In the latter case, analysis is performed on process data collected during enaction.
We propose the use of a single formal language across the aforementioned activities, thus encompassing description, verification, and integration. A formal language with precise syntax and semantics helps in reducing the ambiguity of the model fragments being communicated. Also, a formal language with modularization and abstraction facilitates the process of producing a formally structured model and helps in reusing the fragments created during elicitation. Our language has been designed around three requirements for process model elicitation:
-Model Understanding and Domain Coverage: As we already pointed out, an understanding of the model is of paramount importance for elicitation. If formality is introduced, this should not hamper understanding. The language must also provide features both to map entities directly from the real world into model components and to model the constraints present in the real world as constraints among model components.
Real-world entities include activities, documents, software tools, and resources. Constraints can be interaction patterns among activities, such as parallelism and nondeterminism, document-sharing policies, and so on. Furthermore, a graphical notation for the formal language is highly desirable, since the effectiveness of visual representation has been proven in many fields of software engineering.
-Model Structure and Reuse: Paraphrasing Krueger [1992] , reuse in process modeling can be defined as the activity of using existing software process models when developing a new model. Reuse depends on the structure of the existing model, i.e., on the quality and abstraction level of the model components and on the way they are assembled. Krueger also emphasizes that a model is well structured when its components can be reused. To fulfill the requirements of structure and reuse, languagelevel abstraction facilities like inheritance or modularity, as well as multiple view mechanisms, are needed. Reuse should be achieved along two dimensions. First, each process model consists of primary elements like tasks, roles, tools, and software products, together with the relationships among them. Thus, a PML should offer these primary process elements as first-class elements, just like characters, strings, and integers are offered by a programming language. This achieves the dual goal of avoiding unnecessary definition of basic items and giving conceptual uniformity to a model. Second, as different process models are often composed of common parts-e.g., the ones describing organizationwide procedures-mechanisms to abstract and reuse common characteristics across models are needed. The possibility of reusing existing models when developing new ones speeds up elicitation. Moreover, abstraction facilities that enable representation of common information in a single component help in keeping models consistent in later updates.
-Consistency Reconciliation: During elicitation, information about the process is collected piecemeal, and many fragments that model different clusters of information are created. Inconsistencies and lack of relevant information are often discovered while this preliminary modeling is carried out, in particular during verification with the process user. Hence, the PML and the support tools must be flexible enough to tolerate inconsistencies and incompleteness, yet allow the representation of meaningful models. This allows modelers to represent and verify the information they own, and later refine it into a consistent and complete representation.
E 3 : Why Another Process Modeling Language?
E 3 is an academic project that has its roots in object-oriented (OO) research and conveys the idea that object orientation can be used successfully for modeling software processes.
Our first experience in modeling a process with OO techniques used the Coad and Yourdon [1991a; 1991b] OO analysis and design methods and supporting tools to model the process of a department of the FIAT car manufacturer [Baldi and Jaccheri 1995] . In order to provide a simulation tool for our experiments, we also developed a prototype PSEE based on distributed OO programming techniques [Baldi and Dall'Anese 1994] .
This preliminary experience in using OO design and analysis techniques used on an as-is basis for process modeling demonstrated not only that "software processes are software too" [Osterweil 1987 ], but also that software processes are designs and requirements specifications, too. In other words, it is possible to model a software process at a high abstraction level by using pure OO analysis techniques without delving into low-level details. Moreover, our experience also demonstrated the effectiveness of object orientation in eliciting process models, since the models were used also as a means to communicate information to the process users. By contrast, the experience with the PSEE, despite its prototypical nature, was resisted in the organization management that hardly perceived it as a real asset and considered it inapplicable on an organizationwide scale.
Based on this experience, we focused our research on the elicitation of process models through object orientation. Nevertheless, despite the encouraging results, OO design and analysis techniques used on an as-is basis revealed some problems with respect to the requirements stated in Section 1.1: -Syntax and semantics are not defined formally, thus preventing automatic analysis or simulation.
-Process-dedicated syntax constructs are needed in order to enhance process understanding. Although our experience showed that the techniques we employed increase process understanding, they also indicated that nontrivial process models can consist of hundreds of classes and associations that appear to the user as a flat web of identical boxes and arrows. Hence, in order to enhance understanding, process-specific constructs mapped on the process components are needed, still using a graphical notation.
-Many OO tools [Larman 1998; Rational Software 1997; Reenskaug et al. 1996 ] cope with the complexity of OO models by employing view mechanisms. As these mechanisms are designed to provide general support for an OO model, and are focused on the OO modeling constructs, they do not consider the process modeling domain. Again, specific view mechanisms designed for software process model visualization are needed to help the user to inspect a model from different process perspectives.
-A widely recognized asset of the OO approach is its capability to support structure, reuse, and evolution. The features of a class can be reused and extended by means of inheritance. But what does it mean to reuse a class for which associations have been defined? What does it mean to change a class which participates in a set of associations with other classes? Again, process-specific knowledge must be added to implement evolution and reuse mechanisms.
Notably, the E 3 PML provides only rudimentary support for attribute and method definition. For instance, it is not possible to specify the body of methods. In this respect, E 3 is less expressive than other PMLs, e.g., EPOS [Jaccheri and Conradi 1993] . However, this choice is in accordance with the methodologies proposed for OO analysis. As observed in Embley et al. [1995] , defining attributes and methods is concerned with design rather than analysis. Hence, our choice follows from our decision to build a system conceived specifically for capturing software process models rather than designing or enacting them.
Structure of the Article
The article is structured as follows. Section 2 provides a conceptual framework and essential terminology for the presentation of our system. In Section 3, the core of the article, we provide a general overview of the E 3 language and a discussion about the role of associations in the general context of object orientation, after which a detailed presentation of the language features follows. Section 4 describes the E 3 p-draw tool that, in addition to providing support for the editing and archiving of E 3 models, embodies a view mechanism that can be regarded as an additional abstraction level besides the ones provided directly by the PML. Section 5 maps the features of E 3 against the requirements for elicitation stated in this section. The discussion is supported by reports on field case studies. Section 6 examines the relationships between E 3 and other projects that have addressed elicitation in the context of process modeling. Finally, Section 7 draws some conclusions about the E 3 project and highlights directions for future research.
E 3 TERMINOLOGY
Although there are good frameworks for software process modeling terminology [Conradi et al. 1992; Feiler and Humphrey 1993; Lonchamp 1993] , none has yet been commonly accepted. In this work we start from the observation that, in a real-world organization, the process rules to be followed during software production and the project's process that follows these rules coexist. No matter whether they are coded explicitly or followed implicitly, process rules usually have different scopes of applicability, ranging from the whole organization to a single project. They can be grouped according to the following kinds of real-world processes (see Figure  1 ):
-Quality Manual: The set of rules for software production that must be adopted by the whole organization. These rules are usually described in an organizational manual. As an example, the rule "All the projects must include a development phase followed by a validation phase" might belong to a Quality Manual.
-Projects Manual: The set of rules for software production that must be adopted in the context of a given set of projects. The rules of the Projects Manual must be compliant with those of the Quality Manual, although they can refine or extend the latter in order to specify the peculiarities of the given set of projects. Following the example above, the rule "All the projects must include a development phase exploiting object-oriented software construction" might belong to the Projects Manual describing projects that involve the development of telecommunications software.
-Project: The set of real-world entities involved in a given software production project. The Quality Manual and the Projects Manual are concerned with the process rules that are common to sets of Projects and, in order to maintain generality, do not usually describe facts like resource allocation and deadlines, since they are likely to change from one project to another. In contrast, a Project contains tasks with actual deadlines, resources, products, rules, and tools. It must be compliant both with the Quality Manual and the Projects Manual. Returning to the example, the rule "The validation phase for the development of the GUI classes must be carried out by J. Doe, and it must end at most two days after the end of the development" might belong to a given Project in the area of telecommunications software.
The real-world processes described so far can be represented by the following kinds of process models:
-Template: Captures the key aspects of one or more Quality Manuals and Projects Manuals to describe the general issues which can be reused in the description of other similar processes, or to define a model which can provide guidance for a class of processes. In a template there is no concern about the mapping of model entities onto projects. A template can be refined into a new and more accurate template. This is the case for a Projects Manual being described as a refined and extended version of the template describing the corresponding Quality Manual. 
THE E 3 PROCESS MODELING LANGUAGE
The E 3 PML has been inspired by work on object orientation [Booch 1991; Coad and Yourdon 1991a; 1991b; Rumbaugh 1987; 1991] to which it contributes by introducing and formalizing the management of associations. The language is given a formally defined syntax that enforces representation of well-formed models. Furthermore, it is given a graphical representation that facilitates the representation and communication of process models. E 3 offers a set of built-in classes and associations conceived to describe the basic entities and relations involved in software processes. They can be customized by the modeler using inheritance. The language definition spans three conceptual levels, described in the remainder of this section: Creation, Definition, and Instance level. This three-tier structure of the language resembles the distinction among metaclasses, classes, and instances supported by some OO languages. However, it is a new contribution in the context of process elicitation and brings some advantages described in the following sections.
Besides the above separation in abstraction levels, modeling may take advantage of the powerful abstraction mechanisms of inheritance and aggregation in order to hide unnecessary or unknown detail. This is particularly useful during elicitation, where the information comes piecemeal, and yet the modeler needs to communicate meaningful models to the process user in order to validate the information already gathered and identify those still missing. Using inheritance, the modeler is able to create classes and associations at a high level of abstraction without preventing a later refinement by specialization. Similarly, using aggregation, the modeler is able to hide the structure of the classes and defer their detailed representation to the moment when the necessary information becomes available. The same mechanisms are also used as structuring and reuse mechanisms, together with instantiation. Inheritance provides a mechanism both for reusing of process elements and for structuring the knowledge about them. Aggregation defines how process elements are actually composed of other process elements.
Some of the mechanisms mentioned above have been extended in order to encompass the association concept that is central in our language and whose rationale is discussed in the next section.
Extending Object Orientation with Associations
In object orientation, a class provides a common description for a set of objects in terms of structure and behavior through attribute and method declaration, while an association describes a set of links among objects with common structure and semantics. Associations have been widely used by the database community [Chen 1976 ] as a modeling construct. An association declaration consists of a name, a sequence of related classes, and a cardinality. As observed by Rumbaugh [1987] , associations are a useful concept and need to be integrated in OO methods, as they facilitate the expression of declarative models, and help to keep evolving models consistent. In this vision, classes are a means to express knowledge about local structure and behavior, while associations express how classes can be related in building the global system.
The OO community has already addressed association management. OO analysis and design methodologies [Booch 1991; Coad and Yourdon 1991a; Rumbaugh et al. 1991] and the related informal notations introduce both built-in associations such as aggregation, use, or creation, and userdefinable ones; however, they do not provide a formal characterization of associations. Furthermore, none of the most popular OO languages (e.g., Cϩϩ, CLOS, and Smalltalk) devote special constructs to associations, which have to be implemented by references.
Our modeling approach aims at providing a means to represent associations among classes, since the structure and semantics of links among objects are as important as objects themselves. Process models must represent not only the entities involved in the process but also the relationships that relate and constrain such entities. The process modeling community has already identified [Conradi et al. 1992 ] a set of basic entities typical of every software process which can be modeled naturally in an object-oriented approach by using classes. Nevertheless, it is our opinion that it is also possible to identify a set of basic relationships existing among entities in a process that can be modeled using associations. In addition, it is often possible to identify patterns of entities and relationships that occur in several process descriptions, and it is highly desirable to reuse these patterns whenever possible. In this context, associations are the language abstraction that allow us to "glue" entities in clusters that can be reused in different process models. The above considerations are supported by the observation and study of real software processes and related models.
In the literature on process modeling, different strategies to represent relationships between process entities are reported. For example, they can be represented explicitly (e.g., with the arcs that connect transitions to places in a Petri net-based process model) or implicitly (e.g., with a chain of pre-and postconditions in a rule-based process model).
In the context of process modeling, we state the following requirements to integrate traditional OO concepts like objects, classes, and inheritance, with links and associations: -Associations must be first-class elements, like classes. Hence, they must be organized in an inheritance hierarchy as well.
-If a class participates in an association, this knowledge should be inherited by its subclasses. A subclass must have a means to redefine such inherited knowledge. This is crucial to allow a class to reuse not only local knowledge of its superclass, but also the associations its superclass participates in.
-Relationships that are common to every software process have to be represented in the associated model to facilitate model inspection, understanding, and evolution.
-The same association (e.g., precedence among activities) can appear several times in a template, and the knowledge about a given association must be expressed by a single reusable item that also conveys information about how an association is visualized.
The Working Example
In order to improve the focus of our presentation we present the features of the E 3 language using a working example. It consists of a set of sentences that can be regarded as fragments from a quality manual. Hereafter, fragments are referred to by their number.
(1) Each software system is developed in four phases. Software development phases (i.e., requirements analysis, design, and coding) are strictly sequential. A fourth phase monitors software development and runs in parallel with the others.
(2) Each software development phase consists of a production phase and a validation phase. If the validation phase does not approve the result of the production phase, the production phase has to be reexecuted by considering the feedback provided by the validation phase.
(3) In the context of a metrics program -for each document, the number of pages, status, and number of solved and unsolved problems must be recorded and -for each phase, the start and finish times, number of hours worked, and number of iterations must be recorded.
(4) The input to each code validation phase is either an already tested document together with its test report or a document to be tested.
(5) A responsible person is identified for each design phase. Moreover, each design phase produces a design document with the support of a design tool.
(6) If the design phase must be carried out with an OO methodology -those responsible for the phase must have been trained according to an OO training program, -the design document must adhere to a standard OO format and must be produced by using an OO design tool, and -after the production phase, the responsible person decides nondeterministically to validate the design either by outsourcing the validation phase to an external consultant or by performing it internally.
E 3 Structure
The E 3 PML is structured into the following three conceptual levels:
-Creation Level: Where classes and associations are created by specializing those built-in.
-Definition Level: Where the elements created at Creation level are assembled to build a network of classes connected by associations. This network is actually the description of a template.
-Instance Level: Where classes and associations belonging to a template at the Definition level are instantiated into objects and links, which actually represent the entities belonging to a model.
This article focuses on the features of E 3 that are conceived for the representation of templates. These are mainly related to the Creation and Definition levels. However, it will sometimes be necessary to explain the above features using concepts borrowed from the Instance level, since the three levels are conceptually related.
The relationship between Creation and Definition levels resembles the one between metaclasses and classes in OO languages such as Smalltalk. A Smalltalk program is defined as a set of classes that can be instantiated into objects. A metaclass is the class for a set of classes, and its only purpose is to factor out characteristics, attributes, and methods that are common to a set of classes. Similarly, a created association is similar to a Smalltalk metaclass, i.e., it is not part of an E 3 template, and its only purpose is to factor out characteristics that are common to a set of association definitions. The common characteristics are the association name and the constraints on the kind of classes that can be related by the association definitions. In E 3 , the Creation level (which can be called metalevel) has been conceived only for associations and not for classes, as class-level attributes and method representation are not a goal.
The Creation level includes both kernel 5 and user-defined classes and associations. Figures 2 and 3 show as an example the Creation level for a template describing our working example. The kernel is unchangeable and constitutes the upper portion of the inheritance hierarchy of every template. The kernel is organized in three roots. Kernel classes inherit from E3Object, and kernel associations inherit from either binary or ternary 5 Kernel classes and associations are hereafter collectively referred to as the kernel. 
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• associations. 6 User-created classes and associations customize the kernel for a given template at the Creation level. For instance, in Figure 2 class DesTool is created by inheritance from kernel class Tool.
At the Definition level, classes are connected by means of associations to yield the Class Network (CN), which is the actual representation of the template. Figure 4 shows the CN representing the E 3 template for our working example.
An E 3 template is composed of both the inheritance tree built at the Creation level (Figures 2-3) , which specifies which building blocks can be used in a CN, and the CN itself (Figure 4 ), which specifies how building blocks are related.
Reuse of common characteristics is achieved in two ways:
(1) information declared at the Creation level for classes (associations)-namely, methods and attributes (plus arity and cardinality)-are inherited by subclasses (subassociations);
(2) associations defined for a given class C are inherited by those classes that are created as subclasses of class C at the Creation level; a mechanism to redefine inherited features is also provided. 
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• Reuse leverages off of our association management mechanism, according to the observation made in Section 3.1 that different parts of the same template often share global interconnection patterns rather than local information encapsulated in classes. Looking at our example in Section 3.2, we see that Fragment (3) requires a description of documents and phases which can be described within a single class. On the other hand, the other fragments declare how building blocks are to be assembled and how these interaction constraints must be shared by different parts of the quality manual. For example, Fragment (2) declares the structure of each development phase together with the constraints on the interaction among its components.
At the Instance level, objects and links are created according to the constraints defined at the Definition level. A class may have many instances, and an association definition may have many links. A link l is a legal instance of an association definition A if the objects connected by l at the Instance level are instances of classes related by A at the Definition level.
This three-tier structure encompassing associations is original in the process modeling elicitation domain, although there exist PMLs conceived for enaction that use a multilevel schema [Warboys 1989 ] or even a multilevel schema supporting associations [Jaccheri and Conradi 1993] . Our schema allows a clear separation among abstraction levels, distinguishing among the creation of building blocks, their interconnection to form a template, and the subsequent transformation in a model. The key idea is the distinction between the template that describes higher-level process information such as the quality and projects manuals, and the model, which is a representation of the project. This makes clear to modelers the abstraction level where they are working, keeping distinct the goals of providing a reusable description and yet a fully detailed representation.
Associations play a key role in this structure. As we stated in Section 3.1, we believe that they are fundamental in OO modeling and consequently we give a clear semantics to their use. Furthermore, we allow redefinition of associations, in order to facilitate reuse and extensibility of templates. In addition, links (the Instance level image of associations) can be established to put additional constraints that are valid only for that particular model. Hence, a major feature in E 3 is the flexibility provided to modelers for deciding the right level of abstraction where an association needs to be defined and, possibly, redefined.
Creation Level
The Creation level includes the kernel, described in detail in the next section, as well as user-created classes and associations. The operation provided by this level is creation through inheritance. Every class is created as a subclass of another class, from which it inherits attributes and methods. Every association is created as a subassociation of another association from which it inherits, in addition to attributes and methods, the classes participating in the association. An extra constraint is defined on associations: this and the others presented in the following are inspired by theoretical developments on object orientation [Cardelli 1984 ].
An association AЈ͑seqClassesЈ : seq͓Class͔͒ can be created by inheritance from an existing association A͑seqClasses : seq͓Class͔͒ if 7
(1) Arity is preserved. Formally seqClassesЈ ϭ seqClasses.
(2) Each class in the sequence of classes related by AЈ is compatible with the respective class in the sequence of classes related by A. We say that a class CЈ is compatible with another class C, if CЈ belongs to the reflexive transitive closure 8 of relation inheritance of C. Formally, the following predicate must hold:
Kernel Classes and Associations
Kernel classes are organized in an inheritance hierarchy rooted at E3Object:
-E3Object is the top-level superclass of each class.
-Task subclasses define common characteristics for a set of software process activities. Each Task instance denotes a process activity that can terminate either with or without approval. A Task instance can start when its predecessors have finished and its resources (input and roles) are ready. Each Task decides internally whether it terminates with or without approval. The notion of approval offered by the PML can be used to model that a verification and validation task can either approve the result of the respective production task or require another iteration. For example, Fragment (2) of our example describes a general validation phase that can either approve the result of its respective production phase or require its reexecution.
-Role subclasses define responsibilities and represent a set of skills for a person. Role instances model actual resources with those responsibilities and skills. Fragment (6a) introduces the role of a designer that must have been trained according to an OO training program. This is modeled by the Role subclass OODesigner, as shown in Figure 2 .
7 seq͓X͔ is a sequence of elements of type X, modeled as a function from N to X, as in Woodcock and Loomes [1988] . 8 f * denotes the transitive reflexive closure of relation f, whereas f ϩ denotes the transitive closure of relation f.
-Data subclasses define software process artifacts or product components, like source code and anomaly forms. For example, Fragment (3a) describes a class of documents that is modeled by the Data subclass MetrDoc as shown in the inheritance tree. Figure 5 provides the representation for classes MetrDoc and MetrTask, as requested by Fragment (3).
-Tool subclasses define methods of work. A Tool instance may represent a precise version of an automated tool or a written procedure. For example, Fragment (5) introduces a requirement about tools that is modeled by Tool subclass DesTool, as shown in Figure 2 .
Kernel binary associations are as follows:
is the top-level superclass of each binary association defined between two E3Object classes; -aggregation(E3Object Ј , E3Object ЈЈ ) denotes composition. Definitions of association aggregation denote class composition, and aggregation links denote object composition. Association aggregation provides one of the main abstraction facilities to represent how an entity can be refined into the composition of other entities. Figure 8 (shown later) illustrates an example of class aggregation where AlreadyTestedCode is composed of TestReport and TestedCode.
-subtask(Task Ј , Task ЈЈ ) inherits from aggregation and denotes composition among Task subclasses. Association subtask offers one of the main organization dimensions of a process model. Indeed, activity decomposition is a well-recognized way to structure work division in a production process. Both Fragments (1) and (2) denote examples of activity breakdown. Figure 4 shows the representation for Fragment (1) in which SWProduction is decomposed in two Task classes, SWDevelop and Monitoring. SWDevelop is further decomposed into ReqAnalysis, Design, and Coding.
-preorder(Task Ј , Task ЈЈ ) declares constraints on interactions among Task instances. If there exists a link 9 preorder l (Task_o1, Task_o2) means that Task_o2 can start only after Task_o1 has finished with approval. This is similar to a finish-to-start relationship in project 9 An association at the Creation level is denoted by A͑seqClasses : seq͓Class͔͒. An association definition occurrence, at the Definition level, is denoted by A O ͑seqDefClasses : seq͓Class͔͒. A link, at the Instance level, is denoted by A l ͑seqObject : seq͓Object͔͒. Eliciting Software Process Models with the E 3 Language
• management. Looking at Fragment (1), we see that analysis, design, and coding are modeled by using three tasks connected by preorder association definitions, as shown in Figure 4 .
-feedback(Task Ј , Task ЈЈ ) declares constraints both on instantiation and interaction of Task instances. We introduced the concept of feedback as a means to model activity loops that may occur in a template (i.e., to allow the modeler to describe the repeated execution of task patterns). For example, consider the template for Fragment (2) in Figure 6 . The fragment states that if the validation phase does not approve the result of the production phase, the latter one has to be reexecuted by considering the feedbacks provided by the validation phase. Hence, at the Instance level, an instance of ProdPhase and ValidPhase will be created for each execution of the validation phase. A link feedback l (Task_o1, Task_o2) denotes that if Task_o1 finishes without approval Task_o2 must start. In other words, a feedback link corresponds to a finish-to-start relationship in the case where Task_o1 finishes without approval. Else, if Task_o1 finishes with approval Task_o2 does not need to start. This corresponds, in project management, to a task that has been scheduled and that does not need to be executed. Other PMLs model this kind of constraint by the same construct devoted to express precedence constraints [Jaccheri and Conradi 1993] . Nevertheless, we believe that these two relations have different semantics and consequently need to be represented with different abstractions.
-responsible(Task, Role) declares constraints on the interaction between resources and activities. An association definition responsible O (Task1, Role1) denotes that the set of responsibilities declared for class Role1 are needed for carrying out Task1. For example, the constraint of Fragment (5) is modeled by the association definition responsible O (Design, Designer) ( Figure 4) . A link responsible l (Task_o1, Role_o1) denotes that human resource Role_o1 is in charge of activity Task_o1.
-output(Task, Data) and input(Task, Data) describe information about the documents that are produced and consumed by Task classes. An association definition output O (Task1, Data1) denotes that Task1 instances produce as output Data1 instances, and analogously for input. Kernel ternary associations are as follows:
is the top-level superclass of each ternary association defined among three E3Object classes.
-output(Task, Data, Tool). An association definition output O (Task1, Data1, Tool1) denotes that Task1 instances produce as output Data1 instances by exploiting Tool1 instances. As an example, the output association definition in Figure 4 provides a model for the second portion of Fragment (5) that states that each design phase (modeled as Design) produces a design document (DefDesDoc) with the support of a design tool (DesTool).
-input(Task, Data, Tool). An association definition input O (Task1, Data1, Tool1) constrains Task1 instances to take as output Data1 instances by exploiting Tool1 instances.
Definition Level
At the Definition level, the modeler can build templates by using the classes and associations created at the Creation level to produce a CN. The CN origin is the root of the decomposition hierarchy of a template. The CN origin is the only Task subclass in a template which is not a component of another Task aggregate according to an association subtask definition. The operations provided by this level are:
-definition of associations that have already been created at the Creation level and -redefinition of associations that have already been defined at the Definition level.
The same association can occur more than once in a CN, i.e., the same association can have more than one association definition. On the other hand, a class is characterized by its attributes and methods, and by the association definitions it participates in. Thus, two occurrences of the "same class" (in terms of attributes and methods) that would occur in two different places of the CN cannot be represented as the same class; rather, they are modeled by exploiting the subclass mechanism. If one wants to declare two occurrences of class C one has to declare two subclasses of class C identical to it except for the name, i.e., without declaration of attributes and methods.
For example, in Figure 4 classes DefDesDoc and TempDesDoc have the same attributes and methods as DesDoc, as they specialize it, but they participate in different association definitions. Also, they model the existence of two different classes of instances. The first class is TempDesDoc, produced by ProdReq and taken as input by ValidReq, while the second is DefDesDoc produced by ValidDes, which also constitutes the output of the global design phase Design.
There are of course other solutions to represent templates of classes and associations. We chose to duplicate a class each time it participates in different association definitions, as in our approach the structure of the template (or model) is always regarded to be at least as important as the content of each class (or instance). Semantics of association definition corresponds to the usage of classes and associations created at the Creation level.
Association Redefinition.
A class inherits all association definitions from its superclass. As an example, note that ReqAnalysis, Design, and Coding respect the constraint declared in Fragment (2) by inheriting Phase structure (see Figure 6 ). We defined an inheritance mechanism for definition and redefinition as well. A class CЈ inherits from its superclass C:
-all the attributes and methods of C (as introduced before) and -the associations already defined or redefined for C.
Note that, if we would allow multiple occurrences of the same class C, a definition for an occurrence of C could not be inherited by a subclass of C because it would inherit all the definitions defined for the different occurrences.
The left-hand side of Figure 7 shows an example of binary association redefinition. OODesign (and OODesigner as well) inherits from its super class Design all associations that have been defined for it, including responsible O (Design, Designer). In addition, we want to model the situation proposed in Fragment (6a) which states that if the design phase is to be carried out with an OO methodology, those responsible for performing the phase must have been trained according to an OO training program. OODesign is a subclass of Design, and OODesigner is a subclass of Designer: compatibility constraints are satisfied, and responsible O (Design, Designer) can be redefined by responsible O (OODesign, OODesigner). Analogously, if one wants to specify that OODesign produces an OODesDoc by using an OODesTool, the ternary association output O (Design, DesDoc, DesTool) has to be redefined as in the right-hand side of Figure 7 . This latter redefinition models Fragment (6b).
Instance Level
A thorough definition of the Instance level is still the subject of on-going research. Nevertheless, this level aims at providing the modeler with the abstractions needed to derive a model from the higher-level template already described at the Creation and Definition levels. This is done by dealing with objects and links, which are instances of classes and association definitions, respectively. Associations constrain association definitions, whereas association definitions constrain links. As an example, association subtask, created between two Task classes, constrains each subtask definition to take place between two Task subclasses. Furthermore, if an association definition, e.g., subtask O , is defined between SWDevelop and Design, this constrains each link instance of subtask O to relate an instance of SWDevelop and an instance of Design.
Disjunction and Conjunction
Both a template and a model need a means to represent parallelism, nondeterminism, and multiple alternatives. Traditional OO notations [Rumbaugh et al. 1991 ] devote special linguistic constructs, e.g., aggrega- Eliciting Software Process Models with the E 3 Language
• tion, to model composition of objects. Moreover, they usually delegate the representation of parallelism and nondeterminism to complementary representations, e.g., Statecharts [Harel 1987 ]. Multiple alternatives can be expressed by means of cardinality constraints. E 3 uses disjunction and conjunction to express the above.
Disjunction is expressed by multiple definitions of the same association sharing a class, while conjunction is expressed by the definition of aggregation associations. This section discusses their meaning at the Definition and Instance levels. Informally, disjunction at the Definition level allows representation of two or more alternatives, one of which is chosen at instantiation time to be reflected in the model. Conjunction at the Definition level allows representation of two or more constraints, to be reflected in the model. Disjunction at the Instance level is the way to represent two alternatives, one of which will be chosen during the actual enaction of the model in a Project. Conjunction at the Instance level is the way to represent that one object consists of the composition of two or more different objects.
Definition Level.
Disjunction. If an association A, other than aggregation and its subassociations, is defined more than once, say A O ͑C i , C͒ and A O ͑C j , C͒, with C i C j , it means that each C instance is connected nondeterministically by a link either to a C i instance or to a C j instance. Figure 8 models Fragment (4) of the working example. Association input is defined between ValidCode and both CodeToBeTested and AlreadyTestedCode. Thus, a ValidCode instance takes as input either a CodeToBeTested or an AlreadyTestedCode instance and not both. The actual choice depends on instantiation time parameters such as resource availability.
Conjunction.
If aggregation or one of its subassociations is defined more than once, say aggregation O ͑C, C i ͒ and aggregation O ͑C, C j ͒, with C i C j , it means that each C instance is connected both to a C i and a C j instance. In the template fragment of Figure 8, Figure 9 ValidDes_o1 and ValidDes_o2 are two instances of class ValidDes with different attribute values denoting whether the phase is internal or external. In this situation, one of the instances will be chosen nondeterministically for execution at enaction time, as required by Fragment (6c).
Conjunction. If an aggregation link or one of its subassociations is instantiated more than once, say aggregation l ͑o, o i ͒ and aggregation l ͑o, o j ͒, with o i o j , it means that instance o is decomposed into instances o i and o j . For association subtask, this is similar to a work breakdown relationship in the context of project management. The left-hand side of Figure 9 shows an example. SWProduction_o1 is decomposed into SWDevelop_o1 and Monitoring_o1. Hence, SWProduction_o1 does not terminate until both SWDevelop_o1 and Monitoring_o1 terminate. Since no preorder link is defined between them, the two sibling tasks are carried out in parallel. 10 Elements at the Instance level are represented using the same symbol of the corresponding elements at the Definition and Creation levels. In the E 3 p-draw tool, however, elements at different levels are represented using different colors. Eliciting Software Process Models with the E 3 Language • 4. E 3 P-DRAW E 3 p-draw 11 can be regarded as an "upper" CASE [Fuggetta 1993 ] for software process modeling. It supports the development, analysis, inspection, and reuse of process models written using the E 3 PML. Model representation follows the three-layer distinction of the PML, thus enabling model editing, visualization, reuse, and analysis at the Creation, Definition, and Instance levels. A view mechanism provides the user with the ability to customize the way a model is inspected. The unit of work and persistence of E 3 p-draw is the module, which may contain process elements belonging to any of the three abstraction levels. Static analysis of process models is supported by a view mechanism and a simple query mechanism which enables property checking. Extension of this mechanism, as well as the provision of dynamic analysis and simulation tools integrated with E 3 p-draw, is the subject of on-going work. Figure 10 shows the E 3 p-draw console. It provides menus and buttons to invoke operations and uses listboxes to display all the process elements-kernel and user classes and associations, together with their instances-currently available for model editing.
In the following sections, we briefly describe the features of E 3 p-draw 2.0.
12 In particular, Section 4 discusses design and implementation issues, in relation to earlier versions of the tool.
Modules
A module is a collection of process model elements possibly spanning all three levels of abstraction provided by E 3 . Conceptually, the module provides the encapsulation unit for all the elements needed in order to describe a process model, and can be considered the unit of work in E 3 p-draw sessions. The module is also naturally the unit of persistence managed by E 3 p-draw: modules can be saved to disk and later restored in a different session. Loading a module populates the console with the corresponding process elements. Many modules may be active at a time, although only one of them is the working module. The others are opened as 11 Process Draw. 12 E 3 p-draw 2.0 is available at the E 3 Team's home page http://www.idi.ntnu.no/˜letizia/E3DIR/ e3.html. read only and may serve to provide availability of process elements to be reused in the working module. Reuse is constrained by the module concept as well. In principle, reuse should enable the modeler to include an element in a working model that is already defined in the context of another model. Nevertheless, the meaning of a user-defined process element, as opposed to kernel elements, may be dependent on the context of the model where the element was placed. This "meaning" is represented in E 3 by the three abstraction levels. If a process element is imported from a module, the corresponding elements belonging to higher abstraction levels need to be imported as well. For instance, if an object is imported from another module, its class at the Creation and Definition levels must be imported in that module as well. It is worth noting that a single process element may constitute a relevant portion of a model, because of the use of aggregation.
Views
An E 3 p-draw view displays a subset of the items belonging to a module. The set of elements visualized can be customized by the modeler, although a number of predefined views already exist. E 3 p-draw provides the so-called base, inheritance, and derived views. Base views are conceived for model editing, while derived views are conceived for model inspection. Inheritance views are in between, since they provide inspection of the model as far as the inheritance relationship is concerned, and yet they are editable.
Base views are used to actually create or modify a model. A base view is always bound to a given abstraction level. Using the buttons on the toolbar, the modeler can create, delete, or modify process elements belonging to the view's abstraction level. Attributes and methods can be defined on process elements. Figure 11 shows a base view at the Definition level containing a portion of our example process. Syntax checks are always performed during model editing in a base view.
Inheritance views visualize the inheritance tree, either at the Creation or Definition levels. A predefined inheritance view visualizes the kernel tree. In contrast, user-definable inheritance views are generated starting from a class selected by the user. The superinheritance view displays recursively the superclasses of the class selected, while the subinheritance view displays recursively the subclasses. For example, the inheritance relationships existing between phase and its subclasses ReqAnalysis, Design, and Coding are visualized by the subinheritance view in Figure 12 . In an inheritance view, the user can delete or modify classes belonging to the tree being visualized, create new classes, or invoke the visualization of a derived view for a given class. Derived views enable model inspection. A simple view is defined for a class and visualizes the class and all the association definitions the class participates in, except for aggregation associations. Hence, simple views make sense only at the Definition and Instance levels. Figure 13 shows the simple view of class Design. The simple recursive view applies the simple view to a class and then recur- sively to each class connected to it by an association definition other than aggregation.
The composite view is defined for a class, which is visualized together with all the definitions of aggregation (or its subassociations such as subtask) where the class participates as source class. Furthermore, the simple view of each class belonging to the aggregate is visualized as well. The composite recursive view shows the composite view of a class and then applies recursively the composite view on each class belonging to it. Figure  14 shows the composite view on class Design. Note that association Eliciting Software Process Models with the E 3 Language
• 395 definitions subtask(Design, ProdPhase) and subtask(Design, ValidPhase) are inherited, thus drawn in a different color and decorated with the label "in." Derived views can be customized by hiding associations and classes. The user can specify which kind of associations need to be hidden and whether or not to visualize nodes connected by a currently invisible association. This mechanism serves two purposes. On one hand, it may help the modeler during editing of particularly tangled models, by hiding temporarily unneeded associations. On the other hand, it can be used to define a "projection" for a given view of a set of associations. For example, for a given class, one may be interested in seeing only definitions of associations input and output to consider data flow or only definitions of associations preorder to look at control flow.
Finally, base and derived views at the Definition level provide an automated instantiation feature. The invocation of this operation generates a new base view at the Instance level containing an instance for every process element contained in the base view at the defined level. Additional instances can be defined by the user. Figure 15 shows a base view at the Instance level which was obtained by automated instantiation of the composite view of the class Design.
Each view can be saved on persistent storage, either to save incomplete work or for later retrieval as an aid during model inspection. In the current implementation, the modifications made to the underlying model after a view has been saved are not applied automatically when the view is restored. A user-driven mechanism is being developed to cope with this issue. 
Queries
E 3 p-draw provides a query mechanism that is designed to support static analysis of process models. At the time of writing, the query mechanism supports only elementary checks on the topology of the model, as determined by the definition of associations. For instance, it is possible to detect the presence of loops in an aggregation tree. More generally, the tool provides support for checking whether a given property of association definition holds or not. For instance, one can check whether all the tasks of a given module have a responsible definition or, similarly, can evidence the tasks that lack a responsible definition. A query can be performed in the context of a whole module or of a view.
Design and Implementation Choices
The initial release of the tool, E 3 p-draw 1.0, supported only the Creation and Definition levels, along with views designed to allow inspection of a model according to the information, functional, and structural perspectives. These views were the Inheritance view, which retained the same meaning in version 2.0, the Task view, which focused on the relations a given task participates in, and the Task Synchronization view, which focused on the decomposition of a given task through the subtask relation and on the preorder and feedback relationships. As discussed in the next section, we used E 3 p-draw 1.0 extensively for modeling real-world processes. The experience revealed the need for more powerful and flexible mechanisms, described earlier and currently implemented in version 2.0. Such mechanisms can be used to derive the three perspectives above, if needed. In fact, the Task view is a specialization of a simple view, while the Task Synchronization view can be obtained by a composite view applied to a Task where all the associations but preorder and feedback are hidden.
Another issue was support for multiuser editing. E 3 p-draw 1.0 exploited a client-server architecture where the server managed the centralized model repository. Nonetheless, in our experience, providing multiuser support introduced complexity in design and implementation without substantial advantages-in many organizations, even if the characteristics of the process model are determined by a team, its actual development is often carried out by a single person. For this reason, E 3 p-draw 2.0 has been implemented as a single-user application.
A related issue was represented by portability. Version 1.0 was developed in Cϩϩ under DEC Ultrix because of its reliance on the object-oriented DBMS Object/DB we used as a model repository, and the Interviews library was used for GUI programming. Nevertheless, it became clear that support for PC boxes was highly desirable, due to their increasing pervasiveness. The implementation of version 2.0 minimized portability concerns through the adoption of the Java language [Sun Microsystems 1994] . Java enabled portability on all platforms supported, which presently include PCs as well as Unix boxes, and provided a uniform API for GUI programming. Moreover, the use of a "true" object-oriented language opened up interesting Eliciting Software Process Models with the E 3 Language
• developments as far as simulation is concerned. Currently, E 3 p-draw elements are mapped onto Java classes and objects. E 3 presently leaves the behavior of methods unspecified. Specifying such behavior with the Java language would lead to a nice integration of E 3 p-draw with subsystems providing dynamic analysis, simulation, or even enaction.
As for the repository, the modules are stored as text files written in a predefined syntax, at the time of writing. We made this choice in order to be able to distribute our system without depending on an underlying database.
DISCUSSION
The E 3 PML and the E 3 p-draw tool are conceived to provide support for process model elicitation through abstractions and mechanisms that are easily understandable by process users and yet defined formally. The following discusses how the characteristics offered by the E 3 system fulfill the requirements presented in Section 1.1. However, we start by giving a background of field case studies which provided feedback and inspiration for the design of our system.
Experiences with E

3
For each of these case studies, the corresponding E 3 model can be retrieved at the E 3 Team's home page.
5.1.1 FIAT/Iveco. This first case study [Baldi and Jaccheri 1995] was aimed at modeling the quality manual of one of the software departments of the company-the problem was initially approached by using plain OO methods. The metaprocess we used when performing the elicitation with E 3 was fairly simple and characterized by a low degree of interaction with process users in the organization. First, we studied the documentation provided by the process users, then developed a template of the process manual, and finally presented it to process users for discussion. The presentation consisted of an explanation of the characteristics of the E 3 language and a discussion of the template. The presentation of E 3 was tailored for the audience, which included people without knowledge of computer science, and focused on the concepts needed to understand a model, rather than on the concepts needed by the modeler. In retrospect, the impact of this case study on the organization was fairly poor: the management was never really involved in the initiative.
5.1.2
Olivetti. Aimed at modeling the quality manual of the Research&Development PC&Server department in Olivetti [Milano 1996 ], this second case study benefited from the lessons learned during the first one, and by a stronger commitment of management and process users in the initiative. This allowed us to accurately plan the elicitation phase. Elicitation consisted of a study of the documentation, development of a preliminary template, and 25 meetings during which the template frag-ments were used as a whiteboard to achieve a common comprehension of the process and foster discussion among the process modeler and the process users responsible for different parts of the manual. During and after each meeting, the fragments were gradually integrated with the help of association definitions. A set of problems, mainly inconsistencies, in the original process description was found that were recognized by process users. This triggered an update of the quality manual, which now actually includes E 3 template fragments as a precious aid to understanding.
Experience with Graduate Students.
The E 3 system has been used for four years in a software engineering course being taught at Politecnico di Torino to describe the software process prescribed for all the project activities. This case study [Jaccheri and Lago 1996; 1997] differs from the previous ones for two reasons. First, process users are computer science students with a strong background in modeling and programming. Second, the template was developed to meet educational requirements and not elicited from a real process. Therefore, understandability and consistency reconciliation cannot be evaluated on the basis of this case study. On the other hand, the main result of this case study is the full exploitation of the three conceptual levels to achieve the reuse of the same template over the years.
Features and Requirements
The features offered by the E 3 system are object orientation, associations, explicit distinction among levels of abstraction, kernel classes and associations, disjunction and conjunction, together with the view mechanisms provided by the tool. The following analyzes these features in relation to the requirements for elicitation stated previously. In doing this, we support our statements by borrowing experience from the case studies described earlier. The discussion is summarized in Table I the basic concepts of E 3 after a short explanation. Also, to understand a template fragment, it is sufficient to be acquainted with the informal meaning of kernel classes and associations because of the intuitive graphical notation. Concerning domain coverage, our case studies show that kernel associations are sufficient most of the time. However, some new associations were created for both the first and the second case studies to model the product structure.
Our object-oriented framework extended by associations enables the modeling of the different perspectives of the process in a uniform way. Our solution differs from classical ones. For example, Object Modeling Technology [Rumbaugh et al. 1991] prescribes that the system structure must be modeled by classes and associations, and it delegates the modeling of system functions and control to other formalisms (Data Flow Diagrams and Statecharts [Harel 1987]) . The underlying problems of this approach are the difficulty in maintaining consistency in the different models and increasing complexity for the user.
The view mechanism of the tool is crucial to present template fragments in such a way that the process user can understand the process by observing it from different and yet coherent perspectives.
Disjunction and conjunction have been used thoroughly in our case studies mainly to model task parallelism and nondeterminism and, together with product aggregation, are present in each of the software processes of our case studies.
Model Structure and Reuse.
Kernel classes and associations are the building blocks that are used in each E 3 template. As discussed in Section 3.5, kernel elements factor out knowledge that is typical for each software process, and this was repeated several times in the quality manuals we examined during the first two case studies.
Object orientation is the primary support for structure and reuse. Local information about each class can be reused by inheritance in the context of the same template. As an example, the classes MetrDoc and MetrTask mentioned in Section 3.5 were the superclasses of each document and activity class in the template of our third case study. Moreover, patterns of knowledge can be reused by inheritance thanks to our mechanism that combines association inheritance and redefinition. This mechanism has been used in each of the three case studies. For example, during the first case study we developed the fragment displayed in Figure 6 that models a general phase structure to be reused by several template activities, and we reused it by specialization throughout the template.
The issues related to the three conceptual levels were investigated mainly in the context of the third case study. As each year a different project problem is proposed for the course by an external customer, we use the template to derive instantiated models that, for the time being, we represent as Microsoft Project plans. The mapping from the template to an instantiated model was done manually, as the E 3 system does not yet implement these facilities. We learned that a template can be used as a trace to instantiate models, and we gained insights about how to design mechanisms to support instantiation within the next version of our system. Implementation of these features is in its prototype phase. Hence we are just starting evaluation of the effectiveness of our system in that respect. However, on the basis of our initial experience, we claim that the project manager (or whichever person in charge of creating project plans) is able to reuse all the information defined in a template, e.g., activity names and descriptions, activity structures, and activity precedence constraints, while building an actual plan for the model.
Consistency Reconciliation.
Inheritance and aggregation are the language features that allow the modeler to develop incomplete model fragments and then specialize them gradually. Our field experience shows that aggregation is used extensively during elicitation, because classes are decomposed into aggregate classes as knowledge on the process increases. This initially hides incomplete information without limiting understandability. In turn, inheritance is mostly used when the final template is realized. During model integration inheritance is exploited to generalize common patterns in superclasses that are then specialized in several places of a same template, by adding information.
Associations are used during integration as a means of binding together different template fragments built during early phases of elicitation. This is possible as associations are first-order elements of the language and are not represented as part of classes.
As experienced during the second case study, incomplete template fragments can be produced and visualized effectively with the help of the view mechanism provided by the tool. The different fragments can be produced gradually, and the problem of ensuring total consistency among the different fragments can be delayed. During this activity, the query mechanism provided by the tool, although still elementary, can be used to perform static analysis.
RELATED WORK
Elicitation of information is not confined to the research area of software process modeling, rather it spans several areas in computer science. A great deal of research on elicitation belongs to the research area concerning requirements engineering [Zave and Jackson 1997] which, as far as software engineering is concerned, focuses on the requirements for a software product. Elicitation of information is also central in building an expert system. This task involves elicitation of knowledge about the domain, often directly from an expert. Here, methodologies, techniques, and tools exist for this task [Darimont 1997; Jackson 1990; Zave and Jackson 1997] . In both cases, however, representation of the information collected is only part of the problem. Since information is often extracted directly from an expert, interperson interaction plays a key role in the elicitation activity. Process model elicitation is similar in this respect, although in this article we only addressed the problem of providing suitable support for the representation activity, rather than considering a comprehensive methodology for process model elicitation. Furthermore, process model elicitation is not concerned necessarily with software process models, rather it is gaining attention in the more general context of Business Process Reengineering (BPR). The term BPR was coined by Hammer to denote the "fundamental rethinking and radical redesign of business processes" [Hammer 1990 ] to achieve improvement. A model of the business process is central in the redesign activity, although emphasis is usually on building a model to capture the requirements of the new process being redesigned rather than the properties of the old one being enacted. There is increasing awareness of opportunities for synergies among researchers in the areas of software process modeling and BPR Huff 1993] , and some approaches have already been proposed which try to integrate and leverage off of the results in the two domains [Graw and Gruhn 1995] .
We now concentrate on software process modeling, where a number of field case studies [Aumaitre 1994; Bandinelli et al. 1995; Barghouti et al. 1995; Kellner and Hansen 1989; McGowan and Bohner 1993] provided evidence of the problems concerned with process model elicitation. Existing systems have different means to address the issue of supporting the elicitation activity. We briefly summarize the characteristics of systems providing support for elicitation and compare these characteristics with those provided by the E 3 system.
"Non-PM" Notations
Notations and tools not explicitly developed for process modeling have been used without any adaptation for eliciting processes. Madhavji et al. [1994] propose a framework for elicitation called Elicit structured in three dimensions: View, Method, and Tool. The View dimension defines the set of process elements which are relevant for the visualization of a process, e.g., roles and activities, together with their properties. The Method dimension contains the definition of a metaprocess for elicitation, where the Tool dimension is concerned with the tool support for the elicitation activity. This framework does not mandate a particular tool for elicitation. However they report about the use of Statemate and a tool called Elicit, developed in the same project. The two have been used in a complementary way: Statemate provides support for graphical representation and dynamic analysis, while Elicit is a textual interface that guides the user during the activity of collecting and structuring process information but does not provide any kind of model representation per se. In this context, the E 3 system could be used as a tool for elicitation. Kellner and Hansen [1989] report about eliciting and specifying a process model that consists of three submodels: a functional model represented by Activity Charts, a behavioral model represented by Statecharts, and a structural model, represented by Module Charts. The relations among these models are expressed by natural language documents. Heineman [1994] reports about automatically translating Statecharts models into a model enactable with the Marvel system, mentioned later.
The E 3 system extends the Statemate approach in several directions. First, it provides a unified object-oriented framework that is easier to learn than multiple orthogonal modeling frameworks, where the perspective can be reconstructed through views. The view mechanism of E 3 extends the one presented by Kellner because it is based around a unified formally defined representation of the process and not on different unrelated models. Then, it offers formally defined associations to relate different model fragments, to better facilitate reuse and consistency among fragments. Further, the work in Kellner and Hansen [1989] does not report any exploitation of a process modeling-oriented kernel. Finally, E 3 provides multilevel process representation that distinguishes between templates and instantiated models. On the other hand, for the time being, no experience in translating E 3 models automatically into enactable ones has yet been acquired.
McGowan et al. [McGowan and Bohner 1993] report about using IDEF0, a standardized version of a subset of SADT. No experience about the use of a support tool is reported. Here, object orientation is not exploited, and there are no process modeling-oriented kernel or view mechanisms. SADT does not distinguish between class and Instance level, thus providing a single-level representation of the process. Associations with model document input and output as well as task sequencing are provided. However, no support for new associations is given. Last, the meaning of multiply defined associations is not defined formally.
In general, the advantages of using existing notations are evident: know-how and support tools are often already available. Hence skill can be reused, and little training is needed. However, this approach suffers from some general drawbacks: language constructs are poor in the context of the process modeling, since they are not process specific. Consequently, the resulting specification is somewhat complex and nonintuitive. Also, no dedicated feature for process reuse is offered.
Existing PMLs
Existing PMLs, mainly conceived for implementation and enaction, are adapted and used for elicitation.
SLANG, the PML of the SPADE [Bandinelli et al. 1994 ] environment, can be classified in this category. SLANG is a formal language that exploits Petri nets for behavior definition, object orientation for structure definition, and provides special features for process model evolution. Although conceived for enaction, a successful use of SLANG for process elicitation is reported by Bandinelli et al. [1995] . For the purpose of elicitation, E 3 PML extends SLANG by providing a richer kernel. SLANG does not offer process modeling-oriented building blocks; rather it delegates their creation to the modeler. Also, SPADE does not offer any view mechanism devoted to process modeling. Finally, although SLANG is based on Petri nets, and the mapping from SLANG to Petri nets is specified formally, the integration between the Petri nets and the object-oriented component is not.
Process Weaver [Ett and Becker 1994] is based on an internal PML, hidden to the user, that can be manipulated through a number of views. Elicitation is facilitated by the highest abstraction level called Method Level where decomposition hierarchies of activity types can be defined. An activity type can be regarded as a specification, or interface that can be associated with a textual description of related roles, products, and techniques. Process Weaver offers decomposition as its main abstraction facility. On the other hand, object-oriented inheritance is not provided. Also, some relationships are modeled informally as textual descriptions, thus hindering inconsistency discovery and subsequent reconciliation, as well as efficient model structuring.
The advantages of exploiting a PML aimed at enaction come from the possibility of transforming gradually a model specification into an enactable implementation without linguistic transformations. However, it is difficult to separate the user-oriented perspective from the enaction one. Also, these PMLs tend to concentrate on behavioral rather than functional or informational issues. For example, Process Weaver's Method Level concentrates only on activity aspects and not on tools, data, human roles, and associations among them.
A notable exception to the above is constituted by Endeavors [Bolcer and Taylor 1996] and its predecessor Teamware [Young and Taylor 1994] which have addressed the problem of model understandability since their conception. The Endeavors PML and system are designed for technical as well as nontechnical users like managers, domain experts, accounting and marketing departments, and support staff. Models are expressed in an objectoriented fashion and provide the framework in which process models can be easily written, read, composed, and reused. Users can create new definitions, which can inherit the properties of existing ones. The system provides only predefined views to browse process models.
Extensions of Already Existing PMLs
Some PMLs and PSEEs have been extended by a layer providing support for elicitation.
Marvel 3.1 offers a process modeling language called MSL, with three main constructs being classes, rules, and tool envelopes. Classes have attributes that can be typed attributes or links to other classes. Barghouti et al. [1995] report on the modeling of two real-world processes. For each of them, they first specified a model using Marvel's MSL and then generated a set of Marvel rules for it, thus obtaining the environment to enact the process scenarios. During enaction both timing and resource utilization information can be collected for further assessment and validation. The metaprocesses they followed are different for the two case studies. One of the processes did not have a consistent description. Before presenting the MSL specification, the authors present an informal flow diagram that is similar to an E 3 template, although not formal. The authors write that "...coding a model of a realistic process in MSL is cumbersome and requires more modeling sophistication than is present in many organizations. A higher-level graphical notation may be more suitable, especially during the early phases of process modeling and analysis..."
MSL and the E 3 PML have been developed with two different goals: MSL aims at providing models from which to derive automatically enactable process models, whereas the goal of the E 3 PML is to express models that can be understood by process users. This is a difficult problem that can also be scaled up to the software specification domain. It is questionable whether specification languages that can be translated automatically into code are more or less important than notations that have the only goal of providing understandable models, e.g., DFDs.
More recently, the Activity Structured Language (ASL) [Kaiser et al. 1994] has been implemented in the context of Marvel. It is a formally defined language with the purpose of providing specific support for elicitation and specification. ASL is a variant of Riddle's constraint expressions that enables the modeling of process model topology by means of regular expressions extended with concurrency operators. ASL fragments can be translated into MSL ones.
OIKOS [Montangero and Ambriola 1994] offers two PMLs which are both concurrent logic languages. LIMBO is an elicitation language, while Paté is an enactment language. Like the E 3 PML, LIMBO offers high-level process modeling-oriented kernel concepts, e.g., office, role, coordinator. On the other hand, the relationships among these elements cannot be defined declaratively. Neither view mechanisms nor reuse facilities are currently provided. IPSE 2.5 PML [Bruynooghe et al. 1994 ] has been extended with a language based on temporal logic, called Base Model (BM), to support process high-level descriptions and analysis. BM syntax and semantics are formally defined and enable property proofs. BM and E 3 are complementary rather than comparable: E 3 would benefit from formal definition of semantics as in BM, and on the other hand, E 3 is more suitable for process understanding, structure, and reuse, as it provides process modelingoriented graphic syntax, views, and kernel.
CONCLUSIONS
We believe that, despite the emphasis traditionally put on enaction, process modeling research can already help real-world organizations in the elicitation and modeling of their software processes. In this work, we showed requirements specific to elicitation and described a PML that is conceived especially for elicitation of process models.
The separation in three levels of abstractions and the central role of formal management of associations in an object-oriented framework are the key features of E 3 . Nevertheless, such formally specified concepts do not limit the understandability of the models developed with the language. Also, understandability is further improved by the graphical notation and the view mechanism provided by the E 3 p-draw tool. The effectiveness of the approach has been shown by reporting real-world case studies and by comparing the features of E 3 with those of other PMLs. We are continuously improving and assessing E 3 in the context of the following research threads: -Formal Semantics: We are defining a formal semantics that describes the dynamic aspects of our PML. The goal of this activity is to provide automated support for analysis of process models by enabling verification of dynamic properties, as well as to define precisely the aspects of the Instance level. The static aspects of the Instance level, described informally in this article, are already described in Jaccheri [1996a] . An initial contribution about dynamic aspects can be found in Corno et al. [1996] , where the semantics of the language is given by means of rewriting rules that translate E 3 PML expressions into a process algebra based on CCS [Milner 1989 ].
-Reuse: Our association management mechanism allows different parts of the same template to share a common structure by inheriting association definitions. This solves the problem of providing intratemplate reuse [Jaccheri 1996b ]. Nevertheless, intertemplate reuse, i.e., reuse across different templates, is still the subject of on-going work.
-Better Information Hiding: Our field case studies revealed that better encapsulation and information-hiding mechanisms are seldom needed. We are considering the definition of a scope mechanism for associations in which different visibility levels can be assigned to association definitions.
-Integration with the Web: There is a trend in reorganizing information systems around intranets that use a Web browser as the unique interface to applications. We are gaining leverage off of the fact that E 3 p-draw is written in Java and are investigating a Web-based infrastructure to provide access to the process models of an organization through a version of the tool integrated into a browser. This would simplify greatly the deployment of the application and would enable concurrent access of process models by several users into the organization, which could benefit the integration of informal, HTML-based descriptions of the process, with formal E 3 models that can be inspected by the user.
-Validation with Industrial Partners: The industrial case studies we performed provided us with valuable feedback on the effectiveness of our design choices. Assessing our system from field experience is an activity which is always in parallel to the development of the system. However, existing software process modeling systems, including E 3 , lack a valida-tion based on a quantitative rather than qualitative assessment of the benefits. More work has to be done in this direction.
