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V diplomski nalogi smo implementirali nov nacˇin programiranja, in sicer s
pomocˇjo igralne palice. Razlog je predvsem, da se pokazˇe sˇe drugacˇen nacˇin
v razvoju programov. Velika vecˇina programira s pomocˇjo dveh vhodno/iz-
hodnih naprav: tipkovnice in miˇske. Ti dve napravi sta postali standard in
vsekakor bosta tudi ostali za vsakega programerja.
Za svojo implementacijo smo uporabili visoko nivojski programski jezik Java
in integrirano razvojno okolje NetBeans. Program je sestavljen iz tako imeno-
vanega vticˇnika (ali modula), s pomocˇjo katerega lahko ob zagonu programa
NetBeans zˇe zacˇnemo s programiranjem. Sam vticˇnik omogocˇa razvoj pre-
prostih programov v Javi, ki ga potem lahko tudi prevedemo in izvedemo.
Poleg samega vticˇnika, smo na kratko opisali zgodovino programiranja, pro-
gramski jezik Java, NetBeans in ostale nacˇine programiranja.
KAZALO
Abstract
In this thesis, we implemented a way of programming by means of gaming
accessories. The main reason is that to show a diferent way of developing
programs, because vast majority of programers are using two input / output
devices: keyboard and mouse. These two devices have become standard and
will definitely remain so in the future.
For our implementation, we used high-level programming language Java and
NetBeans integrated development environment. The program is actually a
plug-in (or module) through which you can start programming at the start
of NetBeans editor. Our plug-in allows the development of simple programs
in Java, which then can be compiled and executed.
In addition to the plug-in, we briefy describe the programming language
Java, NetBeans and other ways of visual programming.
KAZALO
Seznam uporabljenih kratic
• IDE (Integrated Development Environment) - orodje za razvoj
projektov, ki vsebuje urejevalnik programske kode, prevajalnik, raz-
hrosˇcˇevalnik, itd.
• OOP (Object Oriented Programming) - objektno usmerjeno programi-
ranje je nacˇin programiranja, ki bazira na konceptu objekta in njegovih
gradnikov (npr. razred).
• JRE (Java Runtime Environment) - orodje, ki omogocˇa izvajanje apli-
kacij, napisanih v Javi.
• JDK (Java Development Kit) - orodje, ki omogocˇa razvoj aplikacij v
Javi.
• JVM (Java Virtual Machine) - del JRE, ki omogocˇa izvajanje vmesne
kode.
• JIT (just-in-time) - poseben prevajalnik vmesne kode, ki optimizira
delovanje JVM.
• API (Application Programming Interface) - specifikacija komponent




V poglavju bomo spoznali alternativni nacˇin programiranja, in sicer vizu-
alno programiranje. Na kratko smo opisali tri programska okolja in njihovo
uporabo.
1.1 Vizualno programiranje
Vizualno programiranje je tehnika, kjer je mozˇno s pomocˇjo graficˇnih ele-
mentov, napisati program. Ti graficˇni elementi predstavljajo dolocˇeno lo-
giko, npr. racˇunanje, pretok podatkov, pogoji. Uporabnik na pano nanasˇa
te elemente in jih nato logicˇno povezˇe. V tem poglavju bomo predstavili
Blockly, Scratch in Microsoft Visual Programming Language, toda ob-
staja sˇe mnogo vecˇ programov kot npr. AppWare, LabVIEW, App Inventor.
1.1.1 Blockly
Blockly je spletni graficˇni urejevalnik, kjer lahko uporabniki sestavljajo gra-
dnike in s tem razvijajo aplikacijo. Razvil ga je Google, ki je zˇelel prikazati
stil programiranja s pomocˇjo logicˇnega razmiˇsljanja in vizualizacije, kjer pi-
sanje ni potrebno.
Uporaba urejevalnika zelo spominja na platformo Scratch. Razlika je






6 POGLAVJE 1. UVOD
Slika 1.6: Predogled preprostega programa v Microsoft VPL (zanka
sesˇtevanja do sˇtevila 10, govori sˇtevila od 1-10 ali na koncu “All done”).
Poglavje 2
Orodja
V tem poglavju bomo opisali vsa orodja, ki smo jih uporabili pri razvoju apli-
kacije. Pri izbiri operacijskega sistema nismo kolebali, izbrali smo Microsoft
Windows 7. Ta izbira je bila optimalna, ker smo lahko uporabili in testirali
veliko aplikacij, ki sluzˇijo alternativnemu nacˇinu programiranja. Vsekakor bi
bilo mozˇno uporabiti tudi Linux Ubuntu, toda prevladal je Windows 7, ker
je bil za nasˇe potrebe povsem zadovoljiv.
2.1 Java
Java [2, 3] je programski jezik, ki je objektno (razredno) usmerjen, bolj
znano kot jezik OOP. Glavna ideja OOP je razvoj programov s pomocˇjo
objektov. Atributi jih opisujejo, metode pa izvajajo operacije nad objektom.
Objekti so ponavadi primerki razredov, ki sodelujejo med sabo za razvoj
aplikacij in programov. Ostali primeri OOP: C++, Objective-C, Delphi,
Javascript, C#, Perl, Python, Ruby, Php...
Java je eden najbolj popularnih programskih jezikov, predvsem pri ra-
zvoju spletnih aplikacij odjemalec-strezˇnik (preko 9 milijonov razvijalcev).
Programski jezik je razvil James Gosling leta 1995, zaposlen pri podjetju




proces, ki omogocˇa aplikacijam zagon na lokalnem sistemu. Glavni namen je
prevod formata vmesne kode, da prikazˇe kodo kot strojno kodo (ang. native).
2.1.2 Vmesna koda
Vmesna koda oz. bytecode je, na kratko povedano, strojni jezik Javanskega
virtualnega stroja. Vsakicˇ, ko naredimo spremembo v izvorni kodi in jo pre-
vedemo, nam prinese novo datoteko s koncˇnico .class. Ta datoteka vsebuje
ukaze za JVM, ki ga potem JVM prevajalnik tudi tolmacˇi (torej ukaz za uka-
zom).
Postopek za pridobitev vmesne kode je precej enostaven. Podali bomo primer
na izvorni kodi, ki jo vidite v listing 2.1.
1 public class Test {
2 public stat ic void main ( S t r ing [ ] a rgs ) {
3 for ( int i = 0 ; i < 10 ; i++){




Listing 2.1: Primer izvorne kode, preko katere bomo dobili vmesno kodo.
Ko naredimo prevod zgornje izvorne kode, dobimo v ustrezni datoteki
Test.class vmesno kodo. Sedaj imamo zagotovljeno izvajanje programa
na katerikoli platformi. Cˇe zˇelimo izvedeti, kaksˇni strojni ukazi sestavljajo
nasˇ program, lahko v ukazni vrstici cmd (angl. Command Prompt) izvedemo
naslednji ukaz:
javap -c Test.class
Ukaz sestavljajo naslednji parametri:
• javap: javin inverzni prevajalnik (angl. disassembler), ki izpiˇse ra-
zultat glede na uporabljena stikala;
• -c: stikalo, ki izpiˇse vmesne kode ustrezne datoteke;
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• <ime datoteke>.
1 Compiled from ”Tes t . j ava ”
2 public c l a s s Test {
3 public Test ( ) ;
4 Code :
5 0 : a load 0
6 1 : i n v ok e sp e c i a l #1 // Method java / lang /Objec t . ”< i n i t>”
: ( )V
7 4 : re turn
8
9 public s t a t i c void main ( j a v a . l a n g l . S t r i n g [ ] ) ;
10 Code :
11 0 : i c o n s t 0
12 1 : i s t o r e 1
13 2 : i l o a d 1
14 3 : bipush 10
15 5 : i f i cmpge 22
16 8 : g e t s t a t i c #2 // F i e ld java / lang /System.out : Ljava/
i o /PrintStream ;
17 11 : ldc #3 // St r ing Yes
18 13 : i n vok ev i r t u a l #4 // Method java / i o / Pr in tS t r eam.p r in t l n
: ( Ljava/ lang / St r ing ; )V
19 16 : i i n c 1 , 1
20 19 : goto 2
21 22 : re turn
22 }
Listing 2.2: Primer vmesne kode.
V podrobnosti se ne bomo spusˇcˇali, ker smo samo zˇeleli pokazati delovanje
ukaza in njegov izpis, primer pod listing 2.2.
2.1.3 JIT
Cˇeprav je JVM pomembne del JRE, je sˇele z uvedbo posebnega prevajalnika
dozˇivel spremembo, ki je dodatno izboljˇsalo delovanje. Ta prevajalnik se




Slika 2.4: Sˇtudentje, ki so delali na projektu.
ucˇinkovitosti in preprecˇevanju nazadovanja. Pri 3.6 so ponovno im-
plementirali lastnosti objektov in spremenili ter poenostavili graficˇni
vmesnik.
• Razlicˇica 4 je prinesla spremembe delovanja IDE. Novi sistem projektov
je prenovila, tako uporabniˇsko izkusˇnjo kot mozˇnost zamenjave infra-
strukture. Z 4.1. so pridobili nove posebnosti in polno podporo J2EE.
• Razlicˇica 5 je predstavila celovito podporo za razvoj IDE modulov,
aplikacij na strani klienta, inovativno orodje za gradnjo graficˇnih vme-
snikov (Matisse), nova in predelana podpora CVS, podpora za Sun
ApplicationServer 8.2, Weblogic 9 in JBoss 4.
• Pri razlicˇici 6 je bil fokus predvsem za izboljˇsanje produktivnosti raz-
vijalca. To je omogocˇil hitrejˇsi, pametnejˇsi in predelan urejevalnik.
• Razlicˇico 7 so ponudili javnosti skupaj z JDK 7. V 7.1 razlicˇici so
dodali orodje za delo s konstruktorji jezika JDK 7, dalje pri 7.2 izboljˇsali
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ucˇinkovitost pri IDE in pri 7.3 dodali podporo aplikacijam tehnologije
HTML5.
• Razlicˇica 8 je omogocˇila podporo uporabe JDK 8, nagradila razvoj
HTML5 z novimi orodji (npr. AngularJS) in izboljˇsala podporo uporabe
Maven, C/C++ in PHP.
Potrebno je omeniti, da je mnogo prvotnih “arhitektov” projekta NetBe-
ans sˇe vedno prisotnih, ki skrbijo za rast le tega. Leta 2010 je sˇtevilo aktivnih
uporabnikov programske opreme presegla sˇtevilo 1,000,000.
Poglavje 3
Implementacija
V tem poglavju se bomo osredotocˇili na implementacijo programa. Omenili
bomo pomembne metode v Javi, ki smo jih uporabili oz. sprogramirali Ker
je za delovanje programa potrebnih vecˇ gradnikov, se bomo osredotocˇili na
vsakega posebej. Potrebno je sˇe omeniti, da smo za svoje namene uporabili
igralni plosˇcˇek (angl. gamepad) Saitek P2500 Rumble (na sliki 3.1) in ne
igralne palice, saj vseeno omogocˇa normalno testiranje nasˇega programa. Ima
sledecˇe lastnosti:
• USB povezava s racˇunalnikom,
• 6 gumbov,
• dve analogni palici,
• ostalo (osem smerni D-pad, dva prozˇilca, itd.).
3.1 Premik kazalca
3.1.1 JInput
Za kontrolo igralne palice smo pri svoji implementaciji uporabili knjizˇnico
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12 con tL i s t = new ArrayList<>() ;
13 for ( Con t r o l l e r al lCon1 : a l lCon ) {
14 i f ( al lCon1 . getType ( ) == Cont r o l l e r . Type .STICK | |
al lCon1 . getType ( ) == Cont r o l l e r . Type .GAMEPAD)
15 {




20 return con tL i s t ;
21 }
22 }
Listing 3.1: Primer izvorne kode, preko katere bomo seznam vseh igralnih
palic in plosˇcˇkov.
S tem smo pokrili en del, ostalo je sˇe pridobivanje podatkov igralnega
plosˇcˇka in premikanje miˇske. Pri razvoju nam je pomagal program, ki je na
voljo na spletni strani [13].
Za pridobivanje podatkov igralnega plosˇcˇka smo uporabili JInput, medtem
ko za premik miˇskinega kazalca razred java.awt.Robot. V naslednjem od-
stavku, ga bomo na kratko opisali, preden nadaljujemo s nasˇim programskim
delom.
3.1.2 java.awt.Robot
java.awt.Robot je razred, katerega glavni namen je prevzem nadzora miˇske
in tipkovnice. Podrobneje o njegovih lastnostih lahko preberete na strani
[14]. Razred vsebuje vecˇ zanimivih metod:
• premik miˇske (mouseMove),
• pritisk miˇskinih tipk (mousePress in mouseRelease),
• premik kolesˇcˇka (mouseWheel),
• pritisk tipk na tipkovnici (keyPress),
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• zakasnitev za dolocˇeno sˇtevilo milisekund (delay),
• zajem slike (createScreenCapture),
• itd.
Delovanje razreda je preprosto. Za prikaz si bomo izmislili primer: izpiˇsi
“Dober dan!” v tekstovno datoteko. Najprej je potrebno ustvariti objekt
razreda Robot. Preko tega objekta lahko potem manipuliramo tako miˇsko
kot tipkovnico. Najprej bi zˇeleli imeti dovolj cˇasa, da odpremo preprost te-
kstovni program. Zato je potrebno narediti preprosto zakasnitev za nekaj
sekund. To storimo z metodo delay (int stMilisekund), kjer v oklepaju
dolocˇimo dolzˇino zakasnitve. Ker metoda sprejema milisekunde, je potrebno
uposˇtevati pretvorbo v sekunde. S to zakasnitvijo imamo dovolj cˇasa, da po
zagonu programa odpremo tekstovni program (npr. notepad). Nato lahko
v preprostem zaporedju klicˇemo metodo keyPress(crka), kjer v oklepajih
dolocˇimo cˇrko kot dogodek tipkovnice (vir [15]). Lahko se drzˇimo zapo-
redja keyPress(crka) metod, cˇe pa zˇelimo pravilno prikazati velike cˇrke
in posebne zanke, je potrebno znak SHIFT tudi prekiniti. To storimo s
keyRelease(crka) metodo. Ta primer je prikazan spodaj v izvorni kodi
(listing 3.2):
1 import java . awt . AWTException ;
2 import java . awt . Robot ;
3 import java . awt . event . KeyEvent ;
4
5 public class TestRobot {
6
7 public stat ic void main ( S t r ing [ ] a rgs ) throws AWTException {
8
9 Robot robot = new Robot ( ) ;
10 robot . de lay (3000) ;
11 robot . keyPress (KeyEvent .VK SHIFT) ;
12 robot . keyPress (KeyEvent .VK D) ;
13 robot . keyRelease (KeyEvent .VK SHIFT) ;
14 robot . keyPress (KeyEvent .VK O) ;
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15 robot . keyPress (KeyEvent .VK B) ;
16 robot . keyPress (KeyEvent .VK E) ;
17 robot . keyPress (KeyEvent .VK R) ;
18 robot . keyPress (KeyEvent .VK SPACE) ;
19 robot . keyPress (KeyEvent .VK D) ;
20 robot . keyPress (KeyEvent .VK A) ;
21 robot . keyPress (KeyEvent .VK N) ;
22 robot . keyPress (KeyEvent .VK SHIFT) ;
23 robot . keyPress (KeyEvent .VK 1) ;
24 robot . keyRelease (KeyEvent .VK SHIFT) ;
25 }
26 }
Listing 3.2: Kratek program, ki prikazuje delovanje nekaterih metod razreda
Robot.
3.1.3 Premik in kontrola
V prejˇsnjem poglavju smo na kratko opisali delovanje razreda java.awt.Rob-
ot, ki nam pomaga pri implementaciji. Sedaj bomo opisali, kako smo spro-
gramirali premik in kontrolo miˇske s pomocˇjo igralnega plosˇcˇka.
Za normalno istocˇasno delovanje modula in kontrole kazalca, smo ustvarili
novo nit [16]. Niti (angl. thread) omogocˇajo istocˇasno delovanje program-
ske kode z glavnim programov. V nasˇem primeru imamo glavni program (t.j.
modul) in premik kazalca s pomocˇjo igralnega plosˇcˇka. Ker je za nasˇe potrebe
potrebno preverjati stanje v zanki, je za pravilno delovanje programa nujno
ustvariti nit. Cˇe je ne bi ustvarili, bi v nasˇem primeru program zmrznil.
Lahko bi sicer kontrolirali kazalec, toda modul zaradi zanke ne bi deloval.
Spodaj je primer iz nasˇe izvorne kode, ki prikazuje ustvarjanje niti:
1 new Thread (new Runnable ( ) {
2 public void run ( ) {
3 while ( isRunningThread ) {
4 i f ( s e l e c tedCont . p o l l ( ) ) {
5 /∗ s l e d i p r i d o b i v an j e in manipu l i ran je komponent ∗/
6 . . .




10 }) . s t a r t ( ) ;
Listing 3.3: Izvorna kode za ustvarjanje in zagon niti.
Na kratko: nit bo normalno delovala, dokler bo izbrana igralna palica
(ali plosˇcˇek), delovala normalno (lahko se zgodi nepricˇakovano prenehanje
delovanja). To preverjamo s selectedCont.poll(), ki bere podatke na-
prave. Dodali smo tudi pogoj isRunningThread, ki lahko ustavi delovanje v
taksˇnih primerih in tudi takrat ko uporabnik onemogocˇi delovanje. Mozˇno
je s pritiskom na gumb ustaviti delovanje igralne palice, ne da bi popolnoma
ustavili program. Niti so bile torej prva tezˇava, ki smo jo resˇili.
Ko smo to resˇili, smo se lotili na pridobivanju vseh igralnih pripomocˇkov
tipa STICK in GAMEPAD. Pridobiti je bilo potrebno vse komponente (gumbi
in smeri premika igralnega plosˇcˇka). Omeniti moramo, da ima nasˇ modul
spustni meni z vsemi igralnimi palicami in plosˇcˇki, zato moramo izbranega
poiskati, preden zazˇenemo nit. Postopek je sledecˇ:
1. Poiskati izbrani igralni pripomocˇek.
2. Izbrati komponenti za smeri X (x axis) in Y (y axis).
3. V ustrezen seznam spraviti vse gumbe, ki jih bomo kasneje uporabili.
Spodaj je obsezˇen in pomemben del izvorne kode, listing 3.4, ki ponazori to
iskanje:
1 i f ( t o g g l e J oy s t i c k . i s S e l e c t e d ( ) ) {
2 St r ing t = c o n t r o l l e r L i s t . g e tSe l e c t ed I t em ( ) . t oS t r i ng ( ) ;
3
4 for ( Con t r o l l e r s e l e c tedCont : newst i cks ) {
5 i f ( s e l e c tedCont . getName ( ) . equa l s ( t ) ) {
6 try{
7 components = se l ec tedCont . getComponents ( ) ;
8 }
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9 catch ( Nul lPo interExcept ion e ) {
10 System . e x i t (1 ) ;
11 }
12
13 buttons= new HashMap<>() ;
14 for (Component component : components ) {
15 i f ( component . getName ( ) . equa l s IgnoreCase ( ”x ax i s ” ) &&
component . i sAnalog ( ) ) {
16 x ax i s = component ;
17 } else i f ( component . getName ( ) . equa l s IgnoreCase ( ”y ax i s ” )
&& component . i sAnalog ( ) ) {
18 y ax i s = component ;
19 } else i f ( component . getName ( ) . conta in s ( ”Button” ) ) {




Listing 3.4: Izvorna kode za pridobivanje pravega igralnega pripomocˇka in
njegovih komponent.
Potem je bilo potrebno znotraj niti uporabiti knjizˇnico JUnit in razred
java.awt.Robot. V sami knjizˇnici obstaja nacˇin za pridobivanje informacij,
ki smo jih lahko na preprost nacˇin tudi uporabili, izvorna koda listing 3.5.
Postopek je sledecˇ:
1. Pridobiti informacijo o polozˇaju miˇskinega kazalec.
2. Shraniti trenutno vrednost polozˇaja.
3. Pridobiti podatke o smernih komponentah X in Y (getPollData()).
4. Nastaviti nov polozˇaj X in Y, kjer trenutnemu polozˇaju sesˇtejemo nov
podatek in ga zmnozˇimo z neko fiksno vrednostjo. Ta vrednost dolocˇa
koncˇno hitrost premika.
5. Cˇe smo pritisnili na ustrezen gumb igralnega pripomocˇka, se je izvrsˇila
ustrezna akcija (v nasˇem primeru se je odprl zavihek z rezerviranimi
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besedami - pogoj getPollData() = 1.0 predstavlja pritisk na gumb).
6. Cˇe je priˇslo do premika analogne palice na igralnem pripomocˇku, se je
naredil ustrezen premik na nov polozˇaj. Bolj podroben opis izvorne
kode, je prikazan pri listing 3.6.
1 mousePosit ion = MouseInfo . g e tPo in t e r In f o ( ) . ge tLocat ion ( ) ;
2 currX = mousePosit ion . x ;
3 currY = mousePosit ion . y ;
4
5 f loat xData = x ax i s . getPol lData ( ) ;
6 f loat yData = y ax i s . getPol lData ( ) ;
7 newX = ( int ) ( xData∗ speedCon ) + currX ;
8 newY = ( int ) ( yData∗ speedCon ) + currY ;
9
10 i f ( buttons . get ( reservedWordsCB . ge tSe l e c t ed I t em ( ) . t oS t r i ng ( ) ) .
getPol lData ( ) ==1.0){
11 jTabbedPane1 . setSelectedComponent ( rwPane ) ;
12 }
13 /∗ o s t a l a i z vorna koda ∗/
14 . . .
15 i f (newX != currX | | newY != currY ) {
16 moveMouseCursor ( r , currX , currY , newX,newY,10 , 5 ) ;
17 }
Listing 3.5: Manipuliranje komponent.
Kot ste najbrzˇ opazili, obstaja metoda moveMouseCursor, ki naredi premik
na nov polozˇaj. Metoda razdeli razdaljo med dvema polozˇajema na n delov
in naredi premik s pomocˇjo metode mouseMove. V vsaki iteraciji se kazalec
premakne za odsek poti. Da dosezˇemo gladek premik, je bilo potrebno upo-
rabiti metodo delay, kjer naredimo zakasnitev za fiksno sˇtevilo milisekund.
Tako mouseMove kot delay, sta metodi razreda java.awt.Robot, ki je bolj
podrobno opisan v poglavju 3.1.2. [17].
1 public stat ic void moveMouseCursor (Robot robot , int x 1 , int y 1
, int x 2 , int y 2 , int t , int n) {
2 double dx = x 2 − x 1 ;
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3 double dy = y 2 − y 1 ;
4 for ( int i = 1 ; i <= n ; i++) {
5 robot . de lay ( ( int ) ( t /(double )n) ) ;
6 robot . mouseMove ( ( int ) ( x 1 + dx/n ∗ i ) , ( int ) ( y 1 +
dy/n ∗ i ) ) ;
7 }
8 }
Listing 3.6: Premik kazalca s pomocˇjo java.awt.Robot.
3.2 Nastavitve igralnega pripomocˇka
Zavihek Calibration (prikaz na sliki 3.3) je namenjen nastavitvam igral-
nega pripomocˇka. Preden uporabnik zacˇne z delom, mora najprej izbrati
svoj igralni pripomocˇek (palico ali plosˇcˇek). Ko je pripomocˇek prikljucˇen v
racˇunalnik in je namestitev gonilnikov koncˇana, se lahko zacˇne uporabljati
modul. Za uporabo vecˇjega nabora pripomocˇkov smo uporabili spustni se-
znam vseh, ki jih sistem zazna. Za osvezˇitev seznama, obstaja gumb Refresh,
ki naredi ravno to: osvezˇi seznam igralnih pripomocˇkov in gumbov. Za na-
men testiranja, smo implementirali dolocˇene funkcionalnosti:
• klik miˇske,
• zagon programa,
• hitri dostop do rezerviranih besed,
• hitri dostop do zavihka iskanja razredov in tipkovnice,
• hitri dostop do zavihka priljubljenih stvari,
• hitri dostop do zavihka lastnosti razreda,
• hitri dostop do zavihka lastnosti razreda, kjer se izpiˇsejo spremenljivke
programa, ki ga piˇsemo.
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3.3 Rezervirane besede
Graficˇni vmesnik za programiranje omogocˇa izbiro vnaprej definiranih uka-
zov, funkcij ali lastnosti. Ti so podani v navadni tekstovni datoteki. S
pomocˇjo podprograma, listing 3.7, preberemo datoteko, razlocˇimo in “prede-
lamo” vrednosti, rezultat shranimo v slovar ter ga posredujemo programu.
Datoteko odpremo s pomocˇjo ukaza File in dalje beremo z ukazom Scanner.
Pred branjem definiramo sˇe slovar za hrambo podatkov. Kljucˇi slovarja so
funkcionalnost nabora, predstavljeni kot niz. Vrednost posameznega kljucˇa
je predstavljena kot tabela oznak. Definiranje slovarja je prikazano v prika-
zani kodi pod ukazom Map oz. HashMap. Datoteko smo definirali tako, da
locˇilo podpicˇje locˇi vrednosti kljucˇa in nabora. Ukaz Scanner samodejno s
pomocˇjo locˇila podpicˇja shrani vrednosti v vsako vrstico posebej. Tako lahko
prvo vrstico uporabimo kot kljucˇ in naslednjo kot njene vrednosti. Funkcija
while nam omogocˇi avtomatski preskok na ustrezno vrstico, dokler le ta ni
pri koncu. Vrstici shranimo v spremenljivki kot niz, kjer jima odstranimo
odvecˇne znake. Spremenljivko, kjer so shranjene vrednosti, uporabimo za
ustvarjenje tabele vrednosti. S pomocˇjo funkcije for dinamicˇno dodajamo
nize v tabelo ArrayList. To tabelo dodamo v slovar pod ustrezen kljucˇ. Za
konec slovar posredujemo glavnemu programu za uporabo le tega.
1 import java . i o . F i l e ;
2 import java . i o . FileNotFoundException ;
3 import java . u t i l . ArrayList ;
4 import java . u t i l . HashMap ;
5 import java . u t i l .Map;
6 import java . u t i l . Scanner ;
7 import javax . swing . JLabel ;
8
9 public class ReservedWords{
10
11 private f ina l St r ing contentName ;
12 public ReservedWords ( S t r ing contentName ) {
13 this . contentName = contentName ;
14 }
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15 public Map<Str ing , ArrayList<JLabel>> r e t L i s t ( ) {
16
17 // Iscemo v da t o t e k i
18 F i l e f i l e = new F i l e ( contentName+” . txt ” ) ;
19 Map<Str ing , ArrayList<JLabel>> d i c t = new HashMap<>() ;
20 try {
21 try ( Scanner scanner = new Scanner ( f i l e ) .
u s eDe l im i t e r ( ” ; ” ) ) {
22
23 while ( scanner . hasNext ( ) ) {
24 St r ing keyword = scanner . next ( ) . r ep l a c e ( ”\ r \
n” , ” ” ) . r ep l a c e ( ”\n” , ” ” ) ;
25 St r ing resWords = scanner . next ( ) . r ep l a c e ( ”\ r
\n” , ” ” ) . r ep l a c e ( ”\n” , ” ” ) ;
26 St r ing sp l i t Spa c e [ ]= resWords . s p l i t ( ” ” ) ;
27 ArrayList<JLabel> arrayLabe l = new ArrayList
<>() ;
28 for ( S t r ing t : s p l i t Spa c e ) {
29 i f ( ! ”” . equa l s ( t ) ) {
30 arrayLabe l . add (new JLabel ( t ) ) ;
31 }
32 }
33 // v s t a v i v s l o v a r razred JLabel
34 d i c t . put ( keyword , arrayLabe l ) ;
35 }
36 }
37 } catch ( FileNotFoundException e ) {}
38 return d i c t ;
39 }
40 }
Listing 3.7: Izvorna koda za pridobivanja rezerviranih besed.
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Za lazˇjo predstavo si lahko pogledamo videz zavihka na spodnji sliki 3.4. Ko
uporabnik pritisne na eno od prikazanih rezerviranih besed, se bo avtomatsko
izpisala na oknu za urejanje kode. Beseda se bo izpisala na polozˇaju kazalca.
Slika 3.4: Videz zavihka Reserved Words.
3.4 Navidezna tipkovnica in iskalnik razredov
Za nasˇe namene smo se odlocˇili, da bomo na nasˇem modulu prikazali tudi
navidezno tipkovnico in iskalno okno, ki sta sestavni del nasˇega iskanja ra-
zredov. Za to smo se odlocˇili, da pospesˇimo delovanje nasˇega programa in
olajˇsamo delo programerjev. Najprej je bilo potrebno poiskati nacˇin, da pri-
dobimo seznam vseh razredov. Za iskanje lokacije razredov, smo uporabili
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metodo System.getProperty, ki poiˇscˇe lastnosti sistema glede na vhodni pa-
rameter. Za nasˇe namene smo uporabili sun.boot.class.path, ki v bistvu
pomeni lokacijo razredov [18]. Vsi pomembni razredi se nahajajo v arhivu
rt.jar, ki smo ga morali rekurzivno pregledati. Algoritem je torej sledecˇ
(na kratko opisan v kodi, listing, 3.8):
1. Poiˇscˇemo lokacijo razredov, ki so zbrani v arhivu.
2. Rekurzivno poiˇscˇemo vse arhive (cˇe jih obstaja vecˇ).
3. Pogledamo vsebino arhivov (contentOfJar), kjer zbiramo samo imena
vseh s koncˇnico .class [19].
1 St r ing l o c = System . getProperty ( ”sun . boot . c l a s s . path” ) ;
2
3 for ( S t r ing path : l o c . s p l i t ( ” ; ” ) ) {
4 F i l e f i l e = new F i l e ( path ) ;
5 i f ( f i l e . i sD i r e c t o r y ( ) && f i l e . e x i s t s ( ) )
6 r e cu r s i v eSea r ch ( path ) ;
7 else
8 content . add ( f i l e ) ;
9 }
10 for ( F i l e f i l e t emp : content ) {
11 i f ( f i l e t emp . getPath ( ) . endsWith ( ” . j a r ” ) && f i l e t emp . e x i s t s ( )
) {
12 contentOfJar ( f i l e t emp . getPath ( ) ) ;
13 }
14 }
Listing 3.8: Iskanje vseh razredov
Na sliki 3.5 lahko vidimo prikaz in delovanje iskalnika razredov. Uporabnik
natipka vsako cˇrko posebej in v okno Results se prikazˇe zaporedje znakov.
Iskanje se zazˇene dinamicˇno, torej ni potrebna nobena potrditev s strani upo-
rabnika. S tem sta zagotovljena vecˇja fleksibilnost in hitrost. Ko uporabnik




Zavihek Favorites vsebuje programske lastnosti Jave, ki bi programerju
omogocˇala lazˇje programiranje. Za ta zavihek smo se odlocˇili, da bi lahko
uporabnik sˇe hitreje koncˇal svoj program. Potrebno je omeniti, da je za nasˇe
potrebe povsem dovolj seznam najbolj priljubljenih razredov in izjem, toda
dodali smo tudi predloge spremenljivk, ki se najvecˇ uporabijo. Zavihek je
prikazan na sliki 3.6.
Slika 3.6: Videz zavihka Favorites.
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3.6 Lastnosti razreda
Zavihek Class vsebuje lastnosti razredov, ki se pojavijo v cˇasu programira-
nja. Tako kot zavihek Favorites, v poglavju 3.5, je ta namenjen hitrejˇsemu
programiranju. Ko uporabnik izbere razred v iskalniku razreda ali med pri-
ljubljenimi, se ta zapiˇse v urejevalniku kode. Po zapisu se prikazˇejo lastnosti
dodanega razreda (glej sliko 3.7), kot npr.:
• metode,
• mozˇni parametri konstruktorja,
• spremenljivke (angl. field) dodanega razreda,
• spremenljivke, ki jih piˇsemo v program.
Da smo lahko to omogocˇili, je bilo potrebno uporabiti Reflection API. Za raz-
lago in pomocˇ pri implementaciji, smo si pomagali s podanim primerom [21].
V nasˇem programu smo ga vecˇkrat uporabili, zato bomo njegovo implemen-
tacijo na kratko opisali. Najprej je potrebno ustvariti razred. To storimo z
ukazom Class.forName(arg), kjer kot argument navedemo polno ime (npr.
java.util.Scanner - ime paketa). Ukaz nam vrne razred (npr. Scanner).
Nato lahko dobimo njegove lastnosti. V nasˇem primeru smo uporabili nasle-
dnje ukaze:
• getDeclaredMethods() - metode razreda,
• getConstructors() - konstruktorji razreda,
• getFields() - spremenljivke razreda.
Primer pridobivanja podatkov razreda je prikazan v izvorni kodi, 3.9. Najprej
je potrebno nalozˇiti nov razred, nato pa lahko nad njim uporabimo enega od
ukazov (v nasˇem primeru getFields()). Ker ukaz vrne seznam objektov
tipa Field, je potrebno ta seznam shraniti v novo spremenljivko. Na koncu
se sprehodimo po vseh objektih, kjer lahko manipuliramo s podatki.
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Za nasˇe namene, smo pridobili tudi spremenljivke, ki jih uporabljamo v
programu. V tem primeru, je potrebno najprej prevesti napisan program,
nato pa ga s pomocˇjo razreda URLClassLoader nalozˇimo (primer na spletni
strani [20]). Sledi izvorna koda, ki pokazˇe uporabo razreda (listing 3.10):
1 try {
2 c l a s sLoader = URLClassLoader . newInstance (new URL[ ] { root .
toURI ( ) . toURL( ) }) ;
3 } catch (MalformedURLException ex ) {
4 Except ions . pr intStackTrace ( ex ) ;
5 }
6 //ime razreda , parameter i n i c i a l i z a c i j e razreda , l oader
7 Class varClass = Class . forName ( ”Var i ab l e s ” , true , c l a s sLoader ) ;
Listing 3.10: Primer uporabe razreda URLClassLoader.
3.7 Urejevalnik kode v aplikaciji
V tej sekciji bomo opisali sˇe okolje, ki ga programer uporablja za svoje
delo. Ponazorili bomo uporabo poslusˇalcev miˇske, prevajanja in izvajanja
programa ter prikazali nacˇin preprostega programa.
3.7.1 Poslusˇalec miˇske
Da so se lahko stvari pravilno prenesle na programersko okno, je bilo po-
trebno sprogramirati poslusˇalca miˇske (ang. MouseListener). Potrebno je
omeniti, da nasˇ program vsebuje vecˇ razlicˇnih poslusˇalcev za razlicˇne namene,
toda podrobno bomo opisali samo enega. Za ponazoritev bomo uporabili po-
slusˇalca miˇske pri programu rezerviranih besed (prikaz kode listing 3.11).
V Javi obstaja razred MouseAdapter, ki je namenjen prejemanju do-
godkov miˇske. Dogodkov je lahko vecˇ, v nasˇem primeru smo uporabili
mouseClicked (klik na miˇskin gumb), mouseEntered (dogodek ob vhodu
miˇske v obmocˇje objekta) in mouseExited (dogodek ob izhodu miˇske v
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obmocˇje objekta). Podroben opis je na voljo na spletni strani o razredu
MouseAdapter, [22]. Obstaja jih sˇe vecˇ:
• mouseDragged (dogodek ob pritisku miˇskinega gumba in njenega pre-
mika);
• mouseMoved (dogodek ob premiku miˇske na posamezni komponenti);
• mousePressed (dogodek ob pritisku miˇskinega gumba na komponenti);
• mouseReleased (dogodek ob sprostitvi miˇskinega gumba na kompo-
nenti);
• mouseWheelMoved (dogodek ob rotiranju miˇskinega kolesˇcˇka).
Prvi korak je bil definiranje dogajanja ob dogodku mouseClicked. Nato
je bilo potrebno dobiti objekt tiste komponente, na katero uporabnik vpliva.
Ta objekt je v nasˇem primeru razred JLabel, na katerega je uporabnik kli-
knil. V urejevalnik kode se izpiˇse tekst, ki predstavlja ime objekta. Cˇe bi
uporabnik kliknil na objekt int, bi se na trenutni polozˇaj kazalca v ureje-
valniku prikazal tekst. To je dolocˇeno s ukazom insertString(caretPos,
jc.getText()+‘‘ ’’, null), kateremu najprej podamo polozˇaj kazalca (j-
avaEditor.getCaretPosition() in nato tekst izvornega objekta. Zadnji ar-
gument je prazen. Za dogodke mouseEntered in mouseExited smo se odlocˇili,
da bosta namenjena definiranju robov objektov (v nasˇem primeru robovi ra-
zreda JLabel). Cˇe se miˇska nahaja v obmocˇju objekta (mouseEntered), je
potrebno narisati robove, sicer pa odstraniti (mouseExited). Primer izvorne
kode spodaj, listing 3.11.
1 mouseListenerRW = new MouseAdapter ( ) {
2
3 public void mouseClicked (MouseEvent e ) {
4 JLabel j c = ( JLabel ) e . getSource ( ) ;
5 int caretPos = javaEdi tor . g e tCare tPos i t i on ( ) ;
6 try {
7 i f ( ”main” . equa l s ( j c . getText ( ) ) ) {
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8 javaEdi tor . getDocument ( ) . i n s e r t S t r i n g ( caretPos , ” pub l i c
s t a t i c void main ( S t r ing [ ] a rgs ) {\n}” , null ) ;
9 } else i f ( ” t ry ” . equa l s ( j c . getText ( ) ) ) {
10 javaEdi tor . getDocument ( ) . i n s e r t S t r i n g ( caretPos , ” t ry {\n\n}
catch ( ) {}” , null ) ;
11 jTabbedPane1 . s e tS e l e c t ed Index (3 ) ;
12 } else
13 javaEdi tor . getDocument ( ) . i n s e r t S t r i n g ( caretPos , j c . getText
( )+” ” , null ) ;
14 } catch ( BadLocationException ex ) {




19 public void mouseEntered (MouseEvent e ) {
20 Object source = e . getSource ( ) ;
21 i f ( source p r imerk i o f JLabel ) {
22 JLabel sourceLabe l = ( JLabel ) source ;





27 public void mouseExited (MouseEvent e ) {
28 Object source = e . getSource ( ) ;
29 i f ( source instanceof JLabel ) {
30 JLabel sourceLabe l = ( JLabel ) source ;




Listing 3.11: Uporaba poslusˇalca rezerviranih besed.
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3.7.2 Prevod in izvajanje programa
Za testiranje pravilnosti nasˇih programov je bilo potrebno tudi implemen-
tirati prevajanje in izvajanje izvorne kode. Uporabnik piˇse izvorno kodo v
posebno tekstovno polje. To polje je razred JEditorPane, ki je namenjen za
pisanje navadnega teksta in nam omogocˇa oznacˇevanje jezika kot npr. HTML,
Java, itd (prikaz na sliki 3.8). Opis razreda je na voljo na spletni strani [24].
S preprostim zaporedjem dveh ukazov lahko dolocˇimo oznacˇevanje sintakse
programskega jezika, v nasˇem primeru Java (primer izvorne kode se nahaja
spodaj pod listing 3.12).
1 EditorKit k i t = CloneableEditorSupport .
2 ge tEd i torKi t ( ” t ex t /x−java ” ) ;
3 javaEdi tor . s e tEd i to rK i t ( k i t ) ;
Listing 3.12: Oznacˇevanje sintakse v JEditorPane tekstovnem polju.
Del izvorne kode nasˇega prevajalnika je prikazano na listing 3.13. Najprej
smo se odlocˇili, da bomo izpisali vse napake v izvorni kodi. Potrebno je bilo
definirali poseben razred OutputStream (podrobnosti o razredu je na voljo
na spletni strani [23]), ki nam napake pri prevodu izpiˇse v izhodno okno
(ukaz insertString(doc.getLength(), string, null)). Izpis je prika-
zan na sliki 3.8. Objekt out potem dodamo kot argument za tok podatkov
prevajalnika. V nasˇem modulu se izpiˇsejo vsi rezultati (tako uspesˇni kot
neuspesˇni) v izhodno okno, ki je preprost JTextPane razred.
Nato je bilo potrebno izvorno kodo shraniti v datoteko in jo prevesti, pri-
mer v kodi, listing 3.13. To lahko dosezˇemo z ukazom compiler.run(null,
null, out, ‘‘-nowarn’’, fileToCompile), ki vsebuje sledecˇe parametre:
• Prvi trije parametri so namenjeni toku podatkov, kjer je prvi standar-
dni vhod, drugi standardni izhod in tretji standardni izhod napak.
• -nowarn ignorira opozorila (angl. warnings).
• Vhodna datoteka, ki jo je potrebno prevesti.
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1 private int compileCode ( ) throws IOException{
2 OutputStream errOut = new OutputStream ( ) {
3
4 public void wr i t e ( int b) throws IOException {
5 updateTextPane ( S t r ing . valueOf ( ( char ) b) ) ;
6 }
7
8 private void updateTextPane ( S t r ing s t r i n g ) {
9 Sw i n gU t i l i t i e s . invokeLater ( ( ) −> {
10 Document doc = outputWindow . getDocument ( ) ;
11 try {
12 doc . i n s e r t S t r i n g ( doc . getLength ( ) , s t r i ng , null ) ;
13 } catch ( BadLocationException ex ) {






20 . . .
21
22 JavaCompiler compi l e r = ToolProvider . getSystemJavaCompiler ( ) ;
23 int compileRes = compi le r . run (null , null , errOut , ”−nowarn” ,
f i l eToCompi le ) ;
24 return compileRes ;
Listing 3.13: Prevajanje izvorne kode.
Rezultat ukaza compiler.run je celosˇtevilska vrednost. Cˇe je rezultat enak
0, je bilo prevajanje uspesˇno, sicer pa ne. S pomocˇjo tega rezultata, lahko
potem dolocˇimo, ali se bo nasˇ program tudi izvedel (prikaz izvorne kode v
listing 3.14). Za izvajanje programa smo ustvarili in izvedeli proces java
<ime programa> (primer izvajanja je na voljo na spletni strani [25]), ki
lahko zahteva vhodne podatke (stdin - primer razred Scanner), izpiˇse rezul-
tat (stdout) ali izpiˇse napake (stderr). Cˇe hocˇe uporabnik programirati s
pomocˇjo Scanner razreda, se mora drzˇati dolocˇenih pravil. V tekstovno po-
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lje Results (t.j. searchField) mora ob izvajanju zapisati svoj zˇeljeni vhod
oz. vhode, cˇe je vecˇ zahtev (locˇilo je podpicˇje). Za izpis podatkov programa
beremo in izpisujemo tok podatkov procesa (isto velja za napake - stderr).
1 Process p roce s s = Runtime . getRuntime ( ) . exec ( ” java ”+javaEdi tor .
getText ( ) . s p l i t ( ” c l a s s ” ) [ 1 ] . s p l i t ( ” [ ˆ a−zA−Z0−9’]+” ) [ 1 ] ) ;
2
3 OutputStream s td in = proce s s . getOutputStream ( ) ;
4 InputStream s td e r r = proce s s . getErrorStream ( ) ;
5 InputStream stdout = proce s s . getInputStream ( ) ;
6
7 St r ing input = sea r chF i e l d . getText ( ) ;
8 try {
9 for ( S t r ing tempIntput : input . s p l i t ( ” ; ” ) ) {
10 l i n e=tempIntput+”\n” ;
11 s td in . wr i t e ( l i n e . getBytes ( ) ) ;
12 s td in . f l u s h ( ) ;
13 }
14 s td in . c l o s e ( ) ;
15 } catch ( IOException ex ) {




20 BufferedReader buf f e redReaderEdi tor = new BufferedReader (new
InputStreamReader ( stdout ) ) ;
21 try {
22 while ( ( l i n e = buf f e redReaderEdi tor . readLine ( ) ) != null ) {
23 try {
24 doc . i n s e r t S t r i n g ( doc . getLength ( ) , l i n e+”\n” , null ) ;
25 } catch ( BadLocationException ex ) {
26 Except ions . pr intStackTrace ( ex ) ;
27 }
28 } } catch ( IOException ex ) {
29 Except ions . pr intStackTrace ( ex ) ;
30 }
31 buf f e redReaderEdi tor . c l o s e ( ) ;
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33 /∗ ponovimo za standardno napako ∗/
34 . . .
Listing 3.14: Izvajanje izvorne kode.
Slika 3.8: Videz urejevalnika kode in izhod.
Poglavje 4
Testiranje
Za testiranje nasˇega programa, smo si izmislili preprost problem: s pomocˇjo
igralnega pripomocˇka mora uporabnik izpisati vrednost spremenljivke. Naj-
prej je potrebno nastaviti nasˇo napravo. Pritisnemo gumb Refresh in dobimo
seznam igralnih pripomocˇkov. Za izbrano napravo moramo dolocˇiti, kateri
gumb bo izvajal dolocˇeno operacijo. Ko smo s tem koncˇali, lahko zazˇenemo
nasˇ program. S pritiskom na gumb Run, lahko v trenutku zacˇnemo s progra-
miranjem.
Za izpis vrednosti potrebujemo razred System. Lahko ga poiˇscˇemo v zavihku
Search ali Favorites. Ob kliku na razred, se bo ta prikazal na urejevalniku
izvorne kode. Avtomatsko se bo dodal tudi paket, kateremu pripada nasˇ
razred (npr. za razred Scanner bi se dodal stavek import java.util.*;).
Ko smo dodali nasˇ System, se prikazˇejo vse njegove lastnosti, npr. metode
in konstruktorji (s parametri). Za zapis stavka System.out.println(), je
potrebno najprej klikniti na polje out (rezultat lahko vidimo na sliki 4.1), pri-
tisniti gumb za pisanje v drugo polje (v tem primeru gumb z zapisom Search
Field), v zavihku Search izbrati znak piko in na koncu sˇe izbrati ustrezno
metodo (z ustreznim parametrom). Ob kliku na metodo se ta izpiˇse, poleg
tega pa se doda nova spremenljivka public static <tip spremenljivke>.
Lahko jih je tudi vecˇ, odvisno od izbora metode.
Zadnji korak je samo sˇe nastavitev vrednosti spremenljivke in zagon pro-
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grama (prikazan na sliki 4.2).
Slika 4.1: Primer zavihka Class ob kliku na out.
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Poglavje 5
Zakljucˇek
Glavni namen diplomske naloge je implementacija modula, s pomocˇjo kate-
rega je mozˇno programirati v Javi. Skozi diplomo nalogo smo opisali orodja,
ki so nam pomagali pri njegovem razvoju. Vsakemu smo namenili nekaj be-
sed, kjer smo opisali tiste stvari, ki so se nam zdele pomembne.
Opisali smo tudi tri razlicˇne programe za vizualno programiranje. Vsak od
njih je bil za nas zanimiv, ker predstavljajo drugacˇen stil, kot smo ga na-
vajeni. Predvsem Blockly in Scratch sta nas zabavala s svojim preprostim
konceptom sestavljanje programa.
V nasˇem programu smo razvili vecˇ zavihkov, ki pomagajo in izboljˇsajo celo-
tno izkusˇnjo. Vsak zavihek doda neko vrednost programu. Prednost nasˇega
koncepta je predvsem v mozˇnosti uporabe igralnega pripomocˇka, s pomocˇjo
katerega lahko pospesˇimo programiranje. Potrebno je tudi omeniti, da de-
lovanje ni pogojeno z uporabo igralnega pripomocˇka. Vsekakor ga je za
nasˇe namene bolje uporabiti. Zadane cilje smo osvojili, toda vseeno obstaja
mozˇnost izboljˇsave.
Cˇe bi hoteli omeniti slabosti programa, bi se morali vprasˇati: kaj lahko sˇe
izboljˇsamo in kaj manjka? Vsekakor bi lahko v programu dodali mozˇnost
razvoja vecˇjega projektov, ne samo enega programa. Poleg tega bi lahko
preverili mozˇnost razvoja razhrosˇcˇevalnika. Izboljˇsali bi lahko tudi vizualno
podobo, vendar smo se bolj osredotocˇili na sam razvoj koncepta pridobivanja
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podatkov in pridobivanju dobrih programskih izkusˇenj. Izvorna koda je na
voljo na spletni strani [26].
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