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Abstract 
With the rapid development in information technology, children and adolescents have 
unprecedented access to digital media. Given the double-edged sword digital media has 
become, parents, teachers and policymakers have concerns about the negative impact that 
digital media exerts on children and adolescents. This leads to a growing need for digital 
media content regulation and censorship. However, current suppression of content in 
Singapore is mild and insufficient. Only a small number of films or TV shows that have 
explicit sensitive or offensive content were censored. A vast amount of inappropriate media 
content is still accessible to children and adolescents. Parents are encouraged by the MCI 
(Ministry of Communications and Information) to guide their children on digital media 
consumption. Some companies have developed computer programmes that cleanse movies 
containing offensive scenes.  However, existing computer programmes have limited ability 
in allowing users to adjust the filtering levels, or generating seamless cutting results.  
Motivated by the above observations, we had developed a novel media player to facilitate 
home users, content providers and service providers to suppress content, rate and classify 
digital media. The software permits its user to select various degrees of content suppression 
according to the user’s level of acumen and discretion. Based on the properties of the sub-
file objects pre-set by the user, the software will make use of its dynamic sub-file filter to 
examine the data set at the sub-file level for scrutiny before the substantiated content is 
consented for screening.  
With this software, user can sanitize the digital media content by skipping over specific 
scenes that may contain nudity, sexual situations and excessive violence, muting potentially 
objectionable audio words, and blurring out unsavoury objects in the scenes to preserve the 
integrity of the storyline. The software is also capable of preserving different categories of 
media classification from an unimpeded multimedia file. Unlike existing movie sanitizing 
tools, the software does not physically alter the original videos or make replicated copies. By 
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applying pre-set restrictions to the video during playback, it keeps the original video 
unscathed. 
Keywords: Digital media, parental control, content suppression, video segmentation, 
classification. 
1. Introduction 
A comprehensive system of film classifications and ratings, adult-interest magazines, 
broadcast programmes, and consumer advisories allow the Media Development Authority 
(MDA) in Singapore to provide consumers with diverse choices while guiding and enabling 
consumers to make choices for themselves and for their children. The Censorship Review 
Committee (CRC) was formed in 1991 as an advisory panel to review and update censorship 
objectives and principles to meet the long-term interests of our society. In 2010, the CRC 
issued its report with the recommendation that Internet Service Providers (ISPs) be 
mandated to offer optional Internet filters in order to give parents more control and 
responsibility over what their children can access online. In response to the CRC 2010 
report, the MCI had agreed with their recommendations on the fundamental principles 
guiding content regulation. More choices are also provided through a contextual and flexible 
approach that MDA takes in regulating media content.  
Censorship is, in fact, rarely applied to films nowadays. If needed, MDA will only apply it to 
more sensitive or offensive content, as reported by Corrie Tan (2014). Hence, more explicit 
scenes of nudity are allowed if they are relevant to the theme and storyline of the film. Over 
the last three years, only a very small number of films and arts events have been disallowed. 
Out of 2,351 films classified during the period, only nine films (0.4%) were forbidden. Thus, 
a wide variety of diverse choices has been made available to Singapore consumers. This 
means even primary school children could watch any film, even though some parents may 
object to violence and sexual themes. PG-rated films will become milder and more 
innocuous. So long as warnings are prominently displayed, R21 films may also be permitted 
on cable and Internet TV.  
Retorting to the CRC 2010 report, MCI had advised parents that they must take 
responsibility for protecting and guiding their children, and government shall provide 
parents with tools to enable them to exercise control over their children’s media 
consumption. The industry that comprises the film makers, arts groups, broadcasters, 
publishers, content providers and ISPs must prepare to exercise greater responsibility and 
sensitivity. Unfortunately as the nation increasingly moves towards co-regulation, current 
technology such as Internet filter and parental lock systems have limited capabilities to 
effectively block contents that may be harmful to their children’s learning and development. 
The aim of this project is to provide home users with a technology that permits them to 
select various degrees of content suppression according to their level of acumens and 
discretions. The software is capable of liberalising the content suppression of digital media 
by allowing Internet service providers, digital content providers, and home users the 
empowerment to censor, rate and classifies digital media. By making use of the predefined 
content suppression pre-set earlier, our media player with built-in parental control 
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capabilities allows viewers to access digital content directly from the repository stored in 
computer hard disk drives, set-top box, Blu-ray/DVD drives, CD-ROM or Internet 
television. When the media player in the computer plays a digital movie, our media player is 
capable of muting potentially objectionable words, skips over scenes or masks out images 
that might be offensive. The software is also capable of preserving different categories of 
media classification from an unimpeded multimedia file.  
Besides censoring scenes by truncating frames from audio/video files, our team has 
developed various functionalities to mask out unwanted objects and/or audio signals from 
the video. If the object on the screen occupied less than 20% of screen, the use of masking 
feature could preserve the integrity of the storyline. From our further research, our team has 
derived new methods to track and mask objects automatically and accurately once it has 
been selected by the user. The research we have engaged would aid the project staff to 
investigate further into automatic censoring of unwanted objects on live streaming videos. 
The ultimate digital content suppression system we have in mind will be an automated 
digital content suppression system that works at the ISP gateways without any user 
intervention.  
The project team has also adopted several video transition techniques to smoothen the effects 
of transition when video frames are truncated. These features have greatly improved the 
quality and view-ability of the suppressed video after it has been censored. 
2. Media Player with Different Video Classification  
The overview of the software architecture is shown in Figure 2.1. To retrieve a content 
suppressed digital file from the original media file, the software consists of four steps. First, 
the team invited the user to watch the original digital media file, and asked him/her to seek 
the objectionable scenes. The user could pause the video and mark out the expurgated data 
according to the time codes in the original media file. The software then fragments the 
original media file into smaller sub-file objects with equivalent size which was pre-defined 
by the user. After that, the Dynamic Sub-file Filter (DSF) would automatically associate the 
sub-file objects to their respective expurgated data marked in the first step. It would also edit 
the metadata information of these objects, such as the viewership permission and security 
attributes defined by the user. To store these metadata, the team leveraged the lightweight 
SQL database. Finally the censored file would be played back to user.  
Our media player was developed a few years back using Python 2.7.3. Nevertheless, 
dependencies like NumPy and Mahotas could still work for newer release up to Python 
3.5.0. The Graphical User Interface (GUI) was implemented by wxPython 2.8.12.1. The GUI 
integrated with the MPlayer via the tool of MplayerCtrl 0.3.3. The project team further 
explored the FFMPEG library to extract digital media metadata and enable cross format 
conversion. The software is capable of playback across multiple digital media formats, such 
as MP4, AVI, WMV, MOV, FLV, Real, MKV, MP3 and CD/DVD/Blu-ray. FFMPEG is 
also used for frame extraction for object tracking and video masking purpose, and frame 
interpolation for video smoothening which was to ameliorate the video discontinuity. For 
relational database management, the team had leveraged on Sqlite3 2.6.0. The basic 
functionalities of our customized media player are shown in Figure 2.2. 
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Figure 2.1. Overview of the system architecture 
 
 
Figure 2.2.Basic functionalities of the customized digital media player  
The project team had adopted the user-selectable obscuration framework documented by 
Guo et al (2013). In order to allow parents to block scenes in the multimedia file that were 
deemed unsuitable for their children’s viewing, we have integrated the parental controls 
functionality into the GUI of our media player. Content and service providers could also 
make use of the software to edit, censor and rate their digital videos before it is released to 
the public. Besides being capable of playing back most of the popular digital media formats, 
the software empowers the user to skip a potentially offensive scene by specifying its start 
and end times, mute or overlay "beep" to objectionable audio words, and blur out the 
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unsavoury objects in the scenes. These tasks were accomplished by the DSF. After the 
duration of play time where scenes were omitted during the playback marked out by user, 
the software would map the marked out duration to the respective sub-file objects and edit 
the permission and security attributes associated with these objects. The next time when the 
viewer plays back the multimedia file, the software would verify these attributes in the sub-
file objects for consent before consigning them to the viewer.  
Our media player is also capable of categorizing multiple marked out regions for different 
ratings. It would retrieve different classifications of digital content to different groups of 
viewer. For example, when a 17 years old teenager tries to play a R21 multimedia file, the 
software would verify the permission and security attributes of the sub-file objects against 
the teenager’s user identifier and authorization level before consigning those respective sub-
file objects designated as NC-16 to him (see Figure 3.3). With the software, the user could 
create and manage different categories of media classification. Based on the properties of the 
media previously established by the user, our media player is capable of retrieving full, 
partial or censored digital media to the user.  
The details of the grain size of the sub-file object, DSF (including object-based metadata 
reference, file-to-object mapping mechanisms, sub-file object reconstitution and verification 
algorithm), and object-level encryption will be discussed in the following sections. 
3.  Granularity of the Sub-file Objects 
Before DSF examined the data set, the original media file was sliced into smaller segments 
with equivalent size. Upon the file fragmentation process, these sub-file objects would be 
stored in the local storage. They may also be stored across multiple storage devices to reduce 
redundancy. The grain size of these sub-file objects was pre-configured on per-file basis by 
user. It could be tremendously large or tiny. According to studies by our team, when the size 
of the sub-file object increased, the processing time of assembling multimedia file would 
decrease. However, for the larger grain size of these sub-file objects, the more video frames 
would get cut off during video playback, viewers may experience discontinuing scenes. In 
contrast, if the size of the sub-file objects is very small, the processing time for the CPU to 
assemble the multimedia content would increase. But the audio and video playback would be 
much smoother. Such a fine-grained object size is adequate to mask out viewable details of 
any obscenity in the movie. By considering the efficiency of the process in the testing, the 
team set a proximate size of sub-file video objects to 128Kbytes or 256Kbytes, and the audio 
objects to 4Kbytes. In addition, during the file fragmentation process, each sub-file is 
prudently extricated and managed by a separate metadata with unique attributes. Each sub-
file object could embrace discrete attributes that exhibited dissimilar behaviour at different 
operating condition. In the testing, the metadata information of the sub-files was managed by 
a lightweight SQL database. 
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Figure 3.1. Digital content with no classification 
 
Figure 3.2. Digital content with sub-file objects been omitted by parents (PG classification) 
 
Figure 3.3. Digital content that unveiled only NC-16 classification 
A segment grouping was done for each classification profile. This information was stored as 
metadata in the database. Grouping is often different for different classification profiles (see 
Figure 3.4). Each sub-file may be in a different group depending upon the censorship 
classification.  
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Figure 3.4. Visual information of the video segments grouped by their consigned classifications  
4. Dynamic Sub-file Filter  
The DSF is designed and developed to examine the media file at the sub-file level after the 
file fragmentation process. After the sub-file objects are generated, the expurgated data 
marked according to the time codes in each film by the authority or user in step one was 
mapped to its respective sub-file objects. Then the software updates its metadata reference. 
Our media player would need a manifest file which indexed all the multimedia files stored in 
the audio-video repository.  
The repository can be any logical volume created by the system administrator. Once the 
credential was established, the media player would sift the manifest file to validate the 
existence of the specified multimedia file. If it returns a hit, it would then access the 
metadata reference to lookout for the list of qualified sub-file objects to be extracted from 
the local data storage, based on the existing permission and security information written on 
the attributes of each sub-file object stowed in the metadata reference.  
Before the software retrieves and plays back the censored file to viewer, all sub-file objects 
entreated by the user must carry out the verification and reconstitution process. These 
processes were handled by the DSF, as illustrated in Figure 2.1. The project team has 
premeditated a sub-file object reconstitution and verification algorithm to optimize file 
segmentation and the reconstruction of digital contents in the DSF. Based on the parental 
control settings user defined, the algorithm further generates a censored media file to users 
without tampering the original media file. If a viewer has the access rights to the multimedia 
file, no sub-file objects should be omitted (see Figure 3.1). 
There were two cases to consider for sub-file object reconstitution. Both were implemented 
by a slightly modified version of divide and conquer algorithm. 
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In the first case, when the sub-file size was set before division. Given that a video file of size 
‘N’ kb and duration ‘T’ seconds has to be divided into sub-files every ‘t’ seconds, then the 
sub file size was calculated by: 
Sub-file size = (t/T) * N kb 
Conversely, given a sub-file size of ‘S’ kb, the time spanned by each sub-file was given by: 
t = (S / N) * T seconds 
Once the sub-file size was known, the video file was divided into ‘n’ parts given by: 
n = N / S 
where ‘N’ refers to the total file size and ‘S’ referred as the size of one sub-file. Chunks of 
size ‘S ‘kb were read and stored in memory for further processing.   
This method greatly improved the speed of reconstituting a video file because individual 
sub-files have to be ‘added’ to each other to obtain a reconstructed video. 
For example, assume a video file was divided into 10 sub-files from A1 to A10. Say, we want 
to censor the times represented by sub-files A7 and A8. The team could obtain the censored 
file by: 
Reconstituted file = A1 + A2 + A3 + A4 + A5 + A6 +A9 + A10 
This method made it very convenient to create censored videos from sub-files since all that 
is needed to reconstruct a file was to append the sub-files to each other sequentially. Listing 
6.1 shows a simple reconstruction function that sieves media file with segments containing 
suppressed content marked up by user. 
In the second method, sub-files were of varying sizes and were created depending upon the 
section of the video which has to be censored. Reconstruction happens by stitching together 
the sub-files as before. The advantage of this method is that it allowed for greater precision; 
it also makes division and reconstruction faster. For example, given a video file of ‘T’ 
seconds having ‘N’ censored, then the number of sub-files needed is reduced to: 
Total sub-files = 2N + 1 
This resulted in a lesser number of sub-files created as compared to the previous method. 
During the multimedia playback, the software would process the read request to the specific 
multimedia file initiated by the user using a particular set of predefined rules and 
specifications. The software would authenticate the identity of the user and examine his/her 
credentials before retrieving the censored file to the user.  
If a specific video has identical censorship classification that applies to a group of audiences, 
its metadata reference is portable and can be downloaded from any online file sharing 
(4.1) 
(4.2) 
(4.3) 
(4.4) 
(4.5) 
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services to different machines for viewership. This flexibility permits various Parent Support 
Groups (PSGs) to share content suppression information of popular movies online. 
 
 
 
 
 
 
 
 
 
 
 
Listing 6.1. Reconstitution function that filters video file with suppressed content 
5. Privacy Protection 
Digital media can be encrypted either in file-level or object-level mode. At file-level 
encryption mode, the entire multimedia file has to be written to the Random Access Memory 
(RAM) before the encryption/decryption process takes place. Although this process is more 
efficient as data encryption and decipher can be accomplished at one go, sub-file objects that 
are not consigned to viewers will still be left available in the RAM. If system hardening is 
not configured properly, file-level encryption may divulge vulnerabilities if the computer 
system has been compromised by attackers. Attackers may have the capability to snoop 
deciphered data directly from the RAM. In contrast, object-level encryption mode may take 
substantial amount of time to encrypt and decipher all sub-file objects individually using 
identical symmetric keys. However, only sub-file objects that are to be consigned to viewers 
will be loaded into the RAM. Object-level encryption also provides user with the liberty of 
encrypting selective objects according to his/her preference, thus improving the performance 
of the entire encryption process. Our media player supports both encryption modes. 
We have used the XXTEA encryption algorithm to encrypt the video file and sub-files. 
XXTEA, or Corrected Block Tiny Encryption Algorithm, is a simple block cipher in Roger 
Needham and David Wheeler's TEA series of algorithms. XXTEA is a Feistel network 
operating on a block consisting of at least two 32-bit words, using a 128-bit key. The block 
can be viewed as a circular array. A single XXTEA full cycle consists of looping through the 
def reconstruct_media(infile, segFile, filmClass): 
     filteredFile = infile 
     f1 = open(filteredFile, "ab")  
   
     for i in range (len(segFile)):   
          if segFile[i][-1] == filmClass:  
               if i == 0 and header > 1:  # Capture video file header. 
                    with open(segFile[0].split(filmClass)[0] , "rb") as f0:   
    chunk = f0.read(header)              
    if chunk:              
         f1.write(chunk)      
    else:      
         break     
   else:  # Skipping filtered segments!   
        print "Extracting media data from <" + segFile[i] + ">...OK!" 
        with open(segFile[i], "rb") as f0:   
      chunk = f0.read()              
      if chunk:              
    f1.write(chunk)      
      else:      
    break  
     
     print "Reconstructing <" + filterfile + ">...Completed!" 
     f1.close() 
         ….. 
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block words, adding to each word a function of its immediate neighbours, full cycle number 
and the key; a single XXTEA round for a fixed block length can be concisely described as 
. A full cycle is n rounds, where n is the number of words in the 
block. The number of full cycles to perform over the block is given as 6 + 52/n. The 
encrypted file generated can be exactly the same size as the original file. The 
XXTEA algorithm can be implemented as a Python extension module licensed under 2-
clause BSD at https://pypi.python.org/pypi/xxtea/0.2.1.   
In order to secure the media file, the user encrypts the original file on disk by choosing a 
password. This way, the original media file cannot be tampered with without a password 
either through the software or on the file system. Decryption is necessary in order to create 
sub-files or playback the video file. Sub-files are also encrypted in similar way. Those 
segments of the video file that are censored will have their corresponding sub-files encrypted 
such that no user is able to access it without decryption, whether through our media player or 
on the file system.  
The greatest advantage of XXTEA is its efficiency. In our comparison studies, XXTEA 
could encrypt and decrypt sub-file objects of 256 KB at least 42 times faster than AES using 
Python alone. If C language DLL is called from the Python code, the performance for 
XXTEA increases to 1586 times.  
 Encryption 
(milliseconds) 
Decryption 
(milliseconds) 
AES 55,006 54,897 
XXTEA 1,326 1,311 
 
Table 5.1. Comparison of the average encryption and decryption time required for XXTEA 
and AES using Python only 
 Encryption 
(milliseconds) 
Decryption 
(milliseconds) 
AES 25,381 25,881 
XXTEA 16 15 
 
Table 5.2. Comparison of the average encryption and decryption time required for XXTEA 
and AES using C language DLL calling from Python 
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6. Object Tracking and Video Masking 
Our media player is not only capable of bowdlerizing footage as aforementioned, but it also 
has the ability to hide offensive visuals by blurring out the unsavoury objects in the scenes. 
Technically, it utilizes the non-rigid object tracking and video masking techniques espoused 
by Guo et al (2014), which facilitate users to blur out the unwanted object in order to 
preserve the continuity of the storyline of the film. The software allows users to select and 
modify the sensitive scene by apply a mask to the video segment, instead of removing the 
whole segment. It applies to situation where it is difficult for user to modify all the frames or 
large number of frames in that video segment. 
The blurring strategy consists of four steps. We first invited users to watch the movie or TV 
shows, and asked them to seek the objectionable scenes. The users could pause the video and 
select the unsavoury object in the current frame as a target area (also known as Region of 
Interest). The software then employed a non-rigid object tracking algorithm to find the target 
area throughout the video. Afterwards, a video masking technique is utilized to blur out that 
target area throughout the frames covered. Finally, the software would play back the 
censored video to the users. The details of the non-rigid object tracking algorithm and video 
masking techniques are as follows: 
We have developed a scale and orientation adaptive mean shift based non-rigid object 
tracking algorithm. The mean shift tracking algorithm is a target representation and 
localization algorithm aiming to localize the target object throughout the video frames. The 
algorithm represents the reference target model and the target candidate in the next frame by 
the colour histograms. It subsequently regularizes the target representations by spatially 
masking with an isotropic kernel, to smoothen the similarity functions. Since the spatially-
smooth similarity functions are suitable for gradient-based optimization, the target 
localization problem is then formulated as a search in the basin of attraction for the local 
maxima. With the similarity measure being expressed by a metric based on the 
Bhattacharyya coefficient, the mean shift procedure is performed to find the target candidate 
that is most similar to the given target model.  
The project team also employed the moment features and then estimates the scale and 
orientation of the target object. Experimental results in Guo et al (2014) demonstrated that 
our algorithm can effectively track and locate the unwanted object selected by the user 
throughout the video. In addition, the tracking algorithm performs robustly in partial 
occlusions, complex clutter background, scale variations, rotation in depth, changes in 
camera position and illumination variations situations. Our algorithm has shown superior 
tracking performance when compared to the other state-of-arts methods.  
There are various types of visual masking techniques in content suppression to obscure the 
objectionable images or videos from viewing. The most common ones are pixelization, 
censor bar and fogging (blurred out) techniques. Pixelization technique obscures an image 
by displaying part or all of it in a remarkably low resolution. Censor bar is a black rectangle 
or square box used to occlude a small area in the image. For example, censor bars were used 
to cover the eyes of the suspects at crime scenes. Fogging is to blur out an area for a picture 
or movie.  
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Figure 6.1. Selecting object for our adaptive mean shift based non-rigid object tracking  
One drawback of pixelization is that the original image can be easily reconstructed by 
exploiting more moving images in that video. Another disadvantage of pixelization is that it 
does not perfectly blend with the surroundings in an image. In contrast, fogging technique is 
irreversible, and it blends smoothly with the surroundings in an image. Therefore, fogging 
technique is preferred over most other forms of masking techniques. Our software provides 
fogging (blurred out) and pixelization options for user to block the unsavoury object (see 
Figure 6.2). User can also select different levels of fogging and pixelization effects on their 
censored videos. 
 
Figure 6.2.: Two types of visual masking techniques: Fogging (above) and Pixelization 
(below) 
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As removal of the whole objectionable scene may result in video discontinuity, the team has 
developed the video smoothening algorithm to ameliorate video discontinuity. Video 
discontinuity happens when the removed segment contains frames from two different shots. 
Our algorithm has the ability to detect shot boundaries and edit effects between shot 
transitions in order to smoothen the shot boundaries. We leveraged on FFMPEG to extract 
frames and perform the frame interpolation to achieve this goal. The video shot transition 
effects include: 
1. Fade in/fade out: Slowly fading to black and starting from black.  
2. Dissolve: Short period in which the two images are superimposed. 
3. Wipe: Translation of one image with a vertical/horizontal line while next image 
slowly moves in. 
 
 
 
Figure 6.3. Shot transition effects for dissolving (a), wiping (b) and fading in/fading out (c). 
7. Final Remarks 
The python-based media player we developed is capable of playing back digital media via 
audio and video files that has been censored by user using the dynamic sub-file filtering 
algorithm. Additional features include object masking, audio masking, automatic object 
tracking and different types of frame transitions. For privacy protection, our media player is 
capable of encrypting sub-file objects using XXTEA. The encryption algorithm has greater 
efficiency as compared to AES, with the speed-up achieved varies from 42 to 1725. The 
metadata reference is also portable and it supports all sub-file objects cached in the video 
streaming server.  
8. Future Work 
Instead of merely blocking websites with objectionable content, our next software project 
aims to design an image classification system that detects and suppresses contextual objects 
in streaming media. A virtual classifier shall be created and trained (not pre-wired or 
designed) to detect, track and censor obscene video footage without human intervention. 
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Big, deep but sparsely connected Convolutional Neural Networks (CNNs), trained by simple 
back-propagation will be employed because it could delivers the best performance among 
competing neural network models, as corresponded by Karpathy et al (2014).  
During video streaming, the trained classifier will scrutinize the key frames, to ensure that 
only substantiated content is released for screening. The ingenuity of this design is the 
aptitude for each object detected by the classifier to embrace discrete attributes that exhibit 
dissimilar behaviour in different operating environments. GPU-acceleration will be utilized 
to speed up the learning process. For data parallelism, Ding et al (2015) documented that 
their Python-based AlexNet implementation with two GPUs has achieved significant results. 
It will be interesting to investigate the performance of large-scale video classification using 
multiple GPUs exceeding 10,000 cores.  
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