Simulation results presented in this paper provide a qualitative comparison in order to outline the advantages and performance of our solution framework. It has great potential as a new public transit option.
I. INTRODUCTION
A public transportation system is an essential urban service. Its efficiency is a primary concern of both service providers and users. North Bay, a relatively small city in northern Ontario, has a transit system based on totally a fleet of 22 buses with only 13 of them in daily operation. Even though this performs well, there is always room for improvement. All 13 buses run fixed routes even when ridership is reduced in off-peak periods. This situation begs an optimization strategy to avoid waste public transportation.
Nowadays, on-demand transportation systems are becoming more and more popular. It provides passengers with a more efficient commuting service while limiting fleet size. In the daily life, an optimized approach has become necessary to manage complex supply and demand assignment tasks suitable to expectations of both users and service providers. From the users' perspective, waiting times can be reduced and schedules better controlled through the use of on-demand applications. Service providers benefit from the optimization of transportation resources. Environmental gains are achieved through decrease in overall energy consumption.
The Capacitated Vehicle Routing Problem with Simultaneously Pickup and Delivery (CVRPSPD) offers a mathematical model to aid in ride-sharing optimization. Seeking solutions for public transit systems is complicated by factors including operational scale and the time uncertainty of service demands.
The CVRPSPD technique lacks the flexibility and efficiency for meeting requirements relating to the scale and time uncertainty of demands on public transit systems in a dynamic model. In attempts to transform a traditional transit system into a ride-sharing on-demand transportation system, it is essential to consider dynamic passenger assignment and vehicle routing.
The system must dynamically assign passengers to different vehicles and vehicle routes must change accordingly in real time. The specific problem addressed by this paper can be described as a multi-vehicle Dynamic Vehicle Routing Problem (DVRP) or a multi-vehicle Dial-a-Ride Problem (DARP).
This paper proposes a new heuristic solution framework in an attempt to evolve traditional transit systems to accommodate ride-sharing on-demand services.
The remainder of this paper is organized as follows. Related work is discussed in Section II. The proposed solution is presented in Section III. Simulation results and comparisons are found in Section IV, while conclusions and future work are dealt with in Section V.
II. RELATED WORK
The Vehicle Routing Problem (VRP) formulation was first introduced by Dantzig and Ramser [1] , and is generally defined on a graph ‫ܩ‬ ൌ ሺܸǡ ᠁ ǡ ‫ܥ‬ሻ , where ܸ ൌ ሼ‫ݒ‬ ǡ ǥ ǡ ‫ݒ‬ ሽ is the set of vertices; ᠁ ൌ ൛൫‫ݒ‬ ǡ ‫ݒ‬ ൯ห൫‫ݒ‬ ǡ ‫ݒ‬ ൯ ‫א‬ ܸ ଶ ǡ ് ݆ൟ is the arc set; ‫ܥ‬ ൌ ሼ൫‫ܥ‬ ൯ȁ൫‫ݒ‬ ǡ ‫ݒ‬ ൯ ‫א‬ ߝሽ is the cost matrix, representing distances, time cost or travel cost. The VRP is an integer programming problem for finding the optimal set of routes for a fleet of vehicles required to deliver a set of passengers (users). In a public transit system, routing is a continual process of establishment, along with fleet deployment, in response to random numbers of service requests over varying periods of time. Consequently, this problem becomes a dynamic and deterministic problem. Part of the input (new requests) is unknown and revealed dynamically during the design or execution of the routes. The requests are deterministic once they are revealed [2] .
For dynamic and deterministic routing problems, an optimal solution can only be found a-posteriori, and exact methods only provide an optimal solution for the current state, lacking any guarantee that the solution will be optimal once new data becomes available. And, exact methods cannot be applied to large instances.
Consequently, most dynamic approaches rely on heuristic approaches. The transit system may be incapable of redesigning routes with every new request received. Traditionally, transit systems partitions bus schedules as a fixed period of service. Flexibility can be achieved to a certain extent by partitioning into relatively small time segments. A request arriving during a time segment is not handled until the end of the time bucket, thus the problem solved during a time slice only considers the requests known at its beginning. The system in each segment can be regarded as a CVRPSPD by disregarding new requests gathered during the segment. Hence, the optimization is run statically and independently during each time slice.
Two-phase methods need special consideration among different heuristic approaches. These heuristics are of two types: cluster first-route second, or route first-cluster second. In the first category, passengers are clustered into groups and assigned to vehicles (phase I). Phase II then involves an efficient route for each cluster. In the second category, one constructs a traveling salesman tour for all passengers (phase I) and then partitions the tour into segments (phase II). One vehicle is assigned to each segment and visits the customers according to their appearance on the traveling salesman tour. Bertsimas and Simchi-levi [3] has proven the empirically well-studied route first-cluster second methods can never be asymptotically optimal for the capacitated VRP with unsplit demands except in some trivial cases. However, cluster firstroute second has a different scenario. Location-based heuristic (LBH) can be asymptotically optimal, which was proven by Bramel and Simchi-Levi [4] . The generalized assignment heuristic of Fisher and Jaikumar [5] can be viewed as a special case of the LBH in which the seed customers are first selected by a dispatcher. The advantage of the LBH is that the selection of the seeds and the assignment of customers to seeds are done simultaneously, and not sequentially as in the generalized assignment heuristic. Therefore, when the generalized assignment heuristic is carefully implemented, it is asymptotically optimal as well.
In the generalized assignment heuristic, the focus is on minimizing the total length of routes, without regards for vehicle capacities and the time consumed by passengers, which are two key factors of a public transit system. The Group Role Assignment Problem (GRAP) was first put forward by Zhu et al. [6] in 2012. In GRAP, a role can be assigned to more than one agent and the agent can receive only one role. It not only has the advantage of LBH coming from the generalized assignment heuristic, but also can always get solutions for assigning passengers to different vehicles. Following the definitions of GRAP, agents are passengers, roles are vehicles. Since the time slice strategy is used in our solution framework, this location-based heuristic will be dynamically changed with the running of vehicles during different time slices. Besides, GRAP can take the time cost of every passenger into account over the entire process with the opportunity to improve user experience at the same time.
GRAP can be formulated as an integer program:
GRAP can be converted to a Generalized Assignment Problem (GAP). As Kuhn-Munkres (K-M) algorithm has been designed to solve GAP with the complexity of ሺ݉ ଷ ሻ, GRAP can also use this algorithm. Zhu et al. [6] proposed a solution for GRAP by using K-M algorithm. They firstly introduced a role range vector to regulate the number of agents which can be assigned to different roles.
After assigning passengers to different vehicles, the next step is to design the route for every vehicle. The first reference to a DVRP is from Wilson and Colvin [7] , who studied a single vehicle Dial-a-ride Problem (DARP). Then, Psaraftis [8] introduced the concept of immediate request: requiring an immediate redesign of the current route.
Relative to input quality, DVRP can be classified into two categories: dynamic and deterministic routing problems, dynamic and stochastic problems. The problem dealt with in this paper belongs to the first category.
In the first category, critical information is revealed over time. Most dynamic approaches rely on heuristics to come up with a quick solution for the current state.
Gendreau et al. [9] firstly applied Table Search (TS) to DVRP. Bent and Van Hentenryck [10] introduced the Multiple Plan Approach to solve DVRPTW, which is a generalization of the approach of Gendreau et al. [9] . Benyahia and Potvin [11] used a Genetic Algorithm (GA) to model the decision process of a human dispatcher to solve D-PDP. Montemanni et al. [12] developed an Ant Colony System (ACS) to solve DVRP. They divide a day into equal duration time slices.
The Dial-a-Ride Problem (DARP) consists of designing vehicle routes and schedules for ݊ users who specify pickup and delivery requests between origins and destinations. The objective is to plan a set of ݉ minimum cost vehicle routes capable of accommodating as many users as possible, under a set of constraints.
From a modeling point of view, the DARP generalizes a number of vehicle routing problems [13] . The difference is the human perspective. When transporting passengers, reducing user inconvenience must be balanced against minimizing operating costs. In addition, vehicle capacity is normally constrained in the DARP.
DARP is NP-complete [14] . In applications involving hundreds of nodes, they must use an approximate algorithm with a low polynomial time order. Madsen et al. [15] have solved a real-life problem involving services to elderly and disabled people in Copenhagen. Horn [16] developed software for demand-responsive passenger services such as taxis and variable route buses, Beaudry et. al. [17] developed a two-phase algorithm for solving a complex dynamic DARP arising in the transportation of patients in hospitals. Attanasio et al. [18] proposed a parallel tabu-search heuristic method to solve the dynamic multi-vehicle DARP. M. Caramia et al. [19] put forward a neighborhood search and dynamic programming method to solve the multi-vehicle DARP.
III. PROPOSED SOLUTION
The proposed solution framework is based on the use of time slices. In each time slice, a two-phase procedure (cluster-first route-second strategy) is used.
In Phase I, Group Role Assignment Problem (GRAP) [6] is the method we used to assign passengers to different buses. Since the original passenger requests contain only information about start locations, destinations and timeconsumed, the raw data needs to be pre-processed.
There are three attributes used to decide the priorities of all the passengers: (1) the distance ݀ ଵ between the start location and the locations of all the buses; (2) the distance ݀ ଶ every passenger must travel (from origin to destination); (3) the trip time ‫ݐ‬ for every passenger.
Manhattan distances are used for the first two attributes, and determined using the following equation to pre-process the data:
Where ݀ ௫ is the maximum distance in the graph, ݀ is ݀ ଵ or ݀ ଶ with respect to ‫ݔ‬ ଵ or ‫ݔ‬ ଶ . For the third attribute, using the following equation to get ‫ݔ‬ ଷ :
where ‫ݐ‬ ௧ is the maximum tolerance time for all the passengers. After the pre-processing, the input data for GRAP can be achieved using the equation:
respectively, and the constraint ܿ ଵ ܿ ଶ ܿ ଷ ൌ ͳ can make sure all the input to be uniform, and the importance of three attributes can be adjusted by changing the coefficients respectively. As start and destination locations are not the same, the input can be guaranteed as being greater than 0.
In addition, the input value obtained from the preprocessing reflects passenger priorities because the three attributes are reflected on the same scales.
Actually, based on the definitions of GRAP in [6] , the input matrix is the qualification matrix ܳ. After putting the input matrix into the GRAP, the assignment can be obtained in which every passenger is exclusively assigned to a bus.
Then the requests to be handled for every bus can be formed from the assignment.
In phase II, the task is to design the routes for all the buses. For transporting passengers, the Dial-a-Ride problem (DARP) must be solved for every vehicle within each time slice. Despite the difficulty of the DARP, the route obtained from solving DARP is the shortest length solution. This is not a major objective of ours, because the main objective of the transit system is to use shortest time to transport passengers to their destinations while limiting the expenditure of transportation power. In addition, the priorities obtained from phase I are completely futile if using the shortest route proposed by DARP.
In contrast to the method of Fish and Jaikumar [5] , two different routing methods are designed based on different perspectives. We observe that the objective of GRAP is to maximize the performance of all the passengers, which always assign passengers with both high and relatively low priorities to a vehicle. And in each time slice, the distance of a vehicle can travel is limited. As a result, even though the route may be optimal for a time slice, the vehicle may not complete it. With the new requests combined into the next iteration, the pressure of both routing and time-consuming of the passengers in the vehicle will add up further more. Consequently, completing as many requests as possible in each iteration can not only alleviate capacity and the routing pressures, but also reduce trip time of passengers staying on the vehicles.
The first technique uses a modified insertion heuristic, which is based on the algorithm proposed by Jaw et al. [20] . The strategy is to consider the pickup at first, inserting all destinations to the pickup route one by one according to their priorities.
-------------------------------------------------------------------------

Modified Insertion Heuristic routing algorithm
Step 1: Based on the priorities and time-consuming obtained from phase I, sort in a descending order;
Step 2: Put all the start locations of the sorted passengers from step 1 into the route;
Step 3: Insert the destinations of passengers into the route one by one based on the order achieved from 1, the successful insertion of destination is always positioned below its origin.
Step 4: Find the position of the first drop-off, collect all the pick-up locations before the first drop-off, use a local search method to compare the cost by swapping two pick-up locations. If the swap makes the route shorter than the optimal one, update the optimal route. Continue 4 until no solution improvement can be found.
Step 5: Find the position of the last pick-up, collect all the destinations by using a local search method to compare the costs by swapping two destinations, if the swap makes a shorter route than the optimal one, update the optimal route. Continue 5 until no improvement occurs.
Step 6: Based on the route of step 5, partition the passengers into two groups, the first contains the passengers who can obtain service in the current time slice. The other group contains passengers that cannot get the service this time.
Step 7: Use the routing method of steps 1-5, establish redesigned routes for each group.
Step 8: Establish the final route by combining both routes.
-------------------------------------------------------------------------
The second routing method is based on the composite Pairing Or-opt method [21] . ------------------------------------------------------------------------- Modified Composite Pairing Or-opt routing algorithm Step 1: Generate the initial route based on the priorities and time consumption obtained in phase I, place every destination after its origin, and set it as the optimal route;
Step 2: Using a local search method to compare the cost of swapping one's destination with another's origin and destination respectively, choose the shorter route and compare it with the optimal route. Choosing the shorter option, update the optimal route as necessary. Continue Step 2 until no improved solution can be found.
Step 3: Find the position of first drop-off, collect all the pickup locations of the passengers before the first drop-off, using a local search method to compare the cost of swapping one's pick-up location with another's. If the swap makes the route shorter, update the optimal route, otherwise take no action. Continue Step 3 until no improved solution can be found.
Step 4: Find the position of last passenger pick-up, collect all the destinations of the passengers after it, using a local search method to compare the cost of swapping one's destination with another's destination. If the swap makes the route shorter, update the optimal route, otherwise take no action. Continue Step 4 until no improved solution can be found. Step 5: Based on the route of step 4, partition the passengers into two groups. The first one contains passengers that can get the service in the current time slice. Passengers not able to get the service in this iteration make up the second group.
Step 6: Using the routing method of steps 1-4, redesign the routes for each group separately.
Step 7: Combine both routes into one as the final route. ------------------------------------------------------------------------- The remaining work is to execute all bus routes, update passenger information and bus locations. The overall program flow chart is in Figure 1 .
IV. COMPARISONS
Our simulation uses North Bay as its basis. It is conducted on a Windows 10 Pro PC with an Intel Core M-5Y10c 998Mhz CPU, and 8 GB Ram. The software is Matlab R2016a. A ʹͷ ൈ ʹͲ grid is used to cover the majority of the city's area. The unit length is 500 meters. According to the actual distribution of bus stops, 52 stops on the grid are chosen to cover most of the transit system's service area. The requests are generated from these stops randomly. The speed of vehicles is set to a fixed value of 60 km/h. All the buses can run continuously. The time slice is 15 minutes.
According to the numerical experiment, [0.4, 0.3, 0.3] will be used as the coefficients in the remaining experiments. To test the effectiveness of different routing methods, this experiment has 400 passengers in total and loads 100 in each time slice in both routing methods: 1) Modified insertion heuristic routing method and 2) Modified composite pairing Or-opt routing method. To test the maximum capacity of our system, we design this equal-pressure test. The results are in Tables II and III. From the results of Table II and III, it is apparent that with the decrease in the number of passengers in each load, the average time consumption is reducing rapidly and the maximum time consumption is also decreasing in general. Compared with the results of both routing algorithms, when the number of passengers of each load is high, routing algorithm I shows better results. Algorithm II performs better when passenger numbers range from 20 to 13. To identify the practicability of this approach and avoid an extreme case in this differential pressure test, we have made 20 more datasets for our experiment. Each dataset has 150 requests that are put into the system time slice by slice using the numbers 50, 40, 30, 20, 10 respectively. The start coordinates are the same as the tests shown in Tables IV and  V. The results are in Tables VI and VII. As the related studies are based on different perspectives and have different objectives, the data sets used in the experiments differ. Making a qualitative comparison among the main algorithms can give more valuable and meaningful information and performance evaluation (Table VIII) . From the comparisons in Table VIII , we can see that our solution is an improvement on the efficiency of using vehicles to service passengers when compared with Horn [16] and Caramia et al. [19] . Both Madsen et al. [15] and Attanasio et al. [18] use time window in their simulations. There is no basis for a direct efficiency comparison between their method and ours. Compared with the algorithms of Attanasio et al. [18] and Caramia et al. [19] , the other three algorithms do not deny passengers' requests to present a significant indicator of user satisfaction. All the algorithms proposed have considered the capacity constraint. Only the algorithms of Madsen et al. [15] and ours do not allow for vehicle slack time, which is another criterion for the exploitation of the transportation power of all the vehicles.
V. CONCLUSION AND FUTURE WORK
In this paper, a new solution framework has been proposed to design a dynamic ridesharing system to provide services to the public. The simulation results have shown that it has great potential to be put into practice in the real world.
The proposed algorithm has the benefit of Location-based heuristic (LBH) and considers the time consumed by every passenger. Increased passenger time spent in the system raises request priority making the request more likely to be served first. Simulation results have revealed this as an advantage of our method.
Because the system considers both the location and time costs, the influx of new requests along with unfinished requests from the previous time slices have an impact on service priority. Through the occasional use of additional vehicles, a time limit can be set to trigger the deployment of backup vehicles. This can further improve the service quality. In an iteration, the assignment and routing algorithms and the information update are executed consecutively. The K-M algorithm's complexity is of ܱሺ݉ ଷ ሻ . The complexity of routing and updating is less than ܱሺ݉ ଷ ሻ. However, we cannot predetermine the number of iterations necessary to complete all requests. As a result, the computational complexity of our algorithms is ܱሺܱሺ݉ ଷ ሻ̱ܱሺ݉ ସ ሻ ሻ. In the future, we can use parallel computing to reduce the time of this algorithm. With the use of role range vectors, we may regulate the number of passengers assigned to vehicles. The fleet makeup can be heterogeneous. The system can have greater flexibility by providing services to different types of people. Moreover, with the use of a vehicle positioning system, our method can use instant location information as an input, thus removing the need to restrict vehicle speed.
