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ABSTRAKT 
 
Táto práca sa zaoberá požitím vývojového kitu Chronos ez430 k demonštrácií 
základných pohybov na základe rozpoznania gest. Rozpoznanie pohybov 
(dopredu, zastavenie, dozadu a zatáčanie) sú hlavnou časťou práce, ktorá 
spočíva v navrhnutí algoritmu. Vývoj algoritmu pre spracovanie dát prebieha v 
prostredí Matlab/Simulink. Algoritmus sa prevedie do jazyka C a pomocou Code 
Composer Studio integruje do kitu Chronos ez430. 
 
 
ABSTRACT 
 
This project deals with the usage of development kit Chronos ez430 to 
demonstrate fundamental movements based on the recognition of gestures. 
Recognition of basic gestures for movements (forward, stop, backwards and 
turning) is the fundamental part of the work which is based on formulating 
algorithm. The formulating of algorithm for data processing runs under 
Matlab/Simulink. The algorithm is converted into the C language and with the help 
of Code Composer Studio is integrated into kit Chronos ez430. 
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1 Úvod 
Simulink disponuje funkciami vyššej úrovne. Podporuje maticové operácie, operácie 
s komplexným signálom a prehľadnosť počas tvorby programu je podmienená 
jednoduchým vzhľadom a aplikačnou náročnosťou funkcií. Tvorba algoritmu spočíva 
v správnom a zrozumiteľnom usporiadaní blokov a ich prvkových operácií. 
Programátorom znižuje nároky na znalosť hardvéru a zložité konštrukcie sa dajú popísať 
jednoduchšie ako v nižších programovacích jazykoch. Programátor sa teda všeobecne 
sústredí priamo na vývoj algoritmu, v čom spočíva časová a finančná náhrada a vyššia 
úspešnosť projektu. 
Program obsluhujúci hardvér pracuje s nižšími jazykmi. Program zo Simulinku je preto 
potrebné previesť na nižší program, ktorému hardvér rozumie. Simulink umožňuje 
automatické generovanie kódu. Tento kód je po pridaní informácií o tom ako správne 
komunikovať s hardvérom plne nahraditeľný za program tvorený v nižšom 
programovacom jazyku. Týmto nám Simulink umožňuje ovládať aj hardvér, ktorý 
pracuje s nižším programovacím jazykom a teda neznalosť nižšieho programovacieho 
jazyka je plne nahraditeľná vyšším.   
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2 Získavanie a využívanie dát 
2.1 Úvod do problematiky 
Implementácia technických výdobytkov do života človeka je citeľná dlhšie obdobie a za 
posledných 15 rokov priamo ovplyvňuje každodenný cyklus ľudstva. Požiadavky na 
technológie rastú veľmi rýchlo, pričom z obrovských zariadení sme sa dostali 
k miniatúrnym čipom a z káblových vzdialeností prenášame dnes veľké množstvá dát. 
Embedded – systémy a procesory nám perú prádlo, zohrievajú jedlo, chránia domovy, 
zachraňujú životy v automobiloch, alebo lietadlách. Jednoduchý program dokáže 
vykonávať množstvo funkcií a výpočtov počas mihnutia oka. Embedded systém spolu 
s riadiacou jednotkou tvorí súbor zariadení, s jednotlivými využiteľnými riadiacimi 
úkonmi. Spätno-väzobné slučky sa podieľajú na zabezpečovaní požadovaných kritérií na 
základe vonkajších javov. Zariadenie dokáže reagovať na vonkajší vplyv, tento vplyv 
vyhodnotiť a celý systém udržať v stabilnej a funkčnej polohe získava štiepky 
inteligencie. Tieto inteligenčné možnosti systému je dôležité využívať v čo najväčšom 
možnom rozsahu a získané dáta aplikovať v plnej možnej miere.  
Rozpoznávanie je základným princípom fungovania každého samostatne pracujúceho 
zariadenia. Reagovať na príkazy, zmeny a nariadenia, dokáže systém len vtedy, ak vie 
rozoznať zložky týchto procesov, správne ich vyhodnotiť a funkčne reagovať.  
Napriek všade prítomným informačným technológiám existuje stále množstvo výziev pre 
zlepšenie a zefektívnenie rozpoznávania na základe gest. Rozpoznávanie je problémové 
na základe neucelených znakových prvkov pre jednotlivé úkony. 
Rozpoznávanie personálnych gest je drahé, energeticky náročne a pre dosiahnutie 
kvalitných výsledkov je potrebné veľké množstvo informácii o prebiehajúcom deji.  
Pre Markov model je potrebné implementovať veľké množstvo vstupov, na základe 
ktorých kvality a množstva sa výsledok z Markovho modelu skvalitňuje. 
Zákaznícky sektor spoločnosti sa zameral na zvyšujúcu sa atraktivitu elektronických 
a mobilných zariadení v zmysle rozpoznávania gest pomocou výpočtovej techniky.  
9 
 
2.2 eZ430-Chronos 
2.2.1 Prehľad 
Vysoko integrovaný, bezdrôtový, komunikačný vývojový kit, ktorý môže byť 
využitý ako referenčná platforma pre systém náramkových hodiniek, alebo 
ako bezdrôtový senzor pre diaľkový zber dát. 
[1] 
 
Vývojový systém viz obr. 2.1 založený na jadre CC430F6137, ktorý obsahuje 96-
segmentový LCD displej, integrovaný snímač tlaku, 3-osový akcelerometer pre citlivú 
kontrolu pohybu. Integrované bezdrôtové rozhranie umožňuje komunikáciu centrálneho 
referenčného bodu so senzormi, ako pedometer, alebo monitorovanie tepovej frekvencie. 
EZ430-Chronos umožňuje meranie aktuálneho stavu batérie v hodinkách, alebo teplotu 
okolia. MSP430F5509 umožňuje priame nahrávanie programov do hodiniek založené na 
komunikačnom rozhraní USB. Možnosťou je využiť programovacie IDE prostredie v PC 
pre debugovanie reálneho programu v jazyku C a následne zaslať program priamo do 
pamäte procesora. 
 
 
Obrázok 2.1 Komunikačná schéma pre CC430F6137  
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2.2.2 Typy produktu 
Na trhu sa objavili 3 rôzne verzie eZ-430 Chronos, ktoré pracujú na rozdielnej operačnej 
frekvencii referenčného bodu pri bezdrôtovej komunikácii. Operačné frekvencie 433, 868 
a 915 Mhz sú v súlade s rádiovými nariadeniami pre jednotlivé regióny.  
Pri výbere balíku eZ-430 Chronos odporúča spoločnosť TI kúpiť balík, ktorého operačná 
frekvencia odpovedá rádiovým nariadeniam danej krajiny. [1] 
 
Frekvencia podľa regiónov: 
433 Mhz – celosvetovo 
868 Mhz – Európa a India 
915 Mhz – Severná a Južná Amerika 
 
Určiť na základe frekvencie, ktorý balík je výhodnejší záleží od viacerých faktorov 
využitia. Hodinky a referenčný bod, ktorý využívajú nízko-frekvenčný signál, dokáže 
komunikovať vo väčšej vzdialenosti a priestore, v ktorom sa nachádzajú prekážky lepšie, 
ako balík ktorý využíva frekvenciu vyššiu. Nevýhodou však je, že pri nízkofrekvenčnom 
signáli je potrebná väčšia anténa, čo je spôsobené vplyvom dlhšej vlnovej dĺžky. Pre 
frekvencie 868 a 915 Mhz sa využíva rovnaký RF referenčný bod, ktorý je hardvérovo 
identický a v prípade potreby je možné tieto frekvencie prepínať.  
Keďže každá verzia je založená na rovnakom jadre CC430F6137, tak väčšina funkcií RF 
referenčného bodu je kompatibilných pre ostatné verzie. Spotreba energie, šírka pásma 
a prenosová rýchlosť je pre všetky verzie rovnaká. Rýchlosť prenosu dát nie je závislá na 
frekvencii, preto je možné dosiahnuť maximálnu prenosovú rýchlosť 500kbps pomocou 
ľubovoľnej verzie eZ430-Chronos.  
 
2.2.3 Komunikácia s používateľom 
Používateľ komunikuje s modulom zobrazenom na obr. 2.2 pomocou 5 jednopolohových 
tlačidiel po stranách displeja. Symbolika tlačidiel: hviezdička – (*), mriežka – (),  
nahor – (↑), nadol – (↓), svetlo – (☼). Modul vypisuje a vykresľuje informácie 
o jednotlivých stavoch a procesoch modulu pomocou 96-segmentového LCD displeja, 
ktorý je rozdelený na hornú a dolnú časť. Tieto dve časti umožňujú zobrazovanie čísel 
a jednotiek, s ktorými modul pracuje. Stredná časť displeja slúži na zobrazovanie 
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symbolov, pre priblíženie vykonávaného procesu (meranie pulzu srdca, meranie 
akcelerometrom), alebo pripomenutie v minulosti nastaveného budíka. [1] 
 
 
Obrázok 2.2 Tlačidlá a displej na eT430-Chronos 
LCD displej viz obr. 2.3 sa delí na vrchnú časť displeja, spodnú tlačidlovú časť displeja 
a časť pre symboly. 
 
Obrázok 2.3 Rozdelenie LCD displeja  
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2.3 Akcelerometer 
Akcelerometer je zariadenie, ktoré meria vlastné zrýchlenie. Toto zrýchlenie nie je nutne 
súradnicové zrýchlenie viz obr. 2.4. Miesto toho, akcelerometer berie zrýchlenie spojené 
spolu s fenoménom hmotnosti. Preto akcelerometer v kľude na povrchu zeme meria 
zrýchlenie rovné gravitačnému zrýchleniu g = 9,81 m/s2 priamo nahor, vzhľadom k 
hmotnosti zeme. Na druhej strane zrýchlenie merané akcelerometrom pri voľnom páde 
alebo v kozmickom priestore je nulové. Toto zrýchlenie sa nazýva aj g-silové zrýchlenie. 
Akcelerometre pre detekciu veľkosti a smeru zrýchlenia merajú v jednej, alebo viac  
osiach.  [3]  
 
 
2.3.1 Fyzikálne princípy 
Pri používaní akcelerometra je dôležité hľadieť na miesto merania a dané gravitačné 
podmienky. Je rozdiel merať zrýchlenie na voľne položenom predmete v inercialnej 
sústave zeme, alebo na predmete v lietadle, či na premete v atmosfére.  
Akcelerometer voľne položený na zemskom povrchu nameria zrýchlenie 1 ms-2 smerom 
nahor, pretože na každé teleso voľne položené na zemskom povrchu pôsobí toto 
gravitačné zrýchlenie smerom nahor. Pre presné získanie zrýchlenia je dôležité odpočítať 
gravitačné zrýchlenie, teda g, gravitačný posun a účinky spôsobené zemskou rotáciou.  
Dôvodom pre vznik gravitačného posunu je prítomnosť Einsteinovho princípu 
ekvivalencie viz. kapilota 3.2.4. 
Obrázok 2.4 Meranie akcelerometru 
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2.3.2 Štruktúra akceleromera 
Akcelerometer sa chová ako záťažová hmota na pružine viz. obr.2.5. Pri prevádzkovaní 
zrýchlenia na akcelerometer je hmota na pružine presunutá na hodnotu, pri ktorej je 
pružina schopná zrýchliť túto hmotu na rovnakú hodnotu, akou je zrýchľovaný obal 
akcelerometra. Posunutie sa meria teda ako zrýchlenie.  
Pri prevode mechanického pohybu na elektrický signál využívame tiež rôzne typy 
akcelerometrov. Piezoelektrické akcelerometre sú založené na piezokeramických 
materiáloch, alebo monokryštáloch. Pozitívom je frekvenčný rozsah v hornej hranici, 
nízka hmotnosť a možnosť využitia v teplotne náročnejších prostrediach. Piezorezistívne 
akcelerometre sú preferované vo vysoko nárazových aplikáciách. Kapacitné 
akcelerometere využívajú silikónový mikro zhotovený snímací prvok, kedy svojou 
výkonnosťou v nízkych frekvenčných rozsahoch kvalitou merania predbieha všetky 
ostatné. 
 
 
Obrázok 2.5 Princíp merania akcelerometru 
 
Hallov efekt 
Pohyb prevedený do elektrického signálu na snímanie zmeny magnetických polí. Hallov 
koeficient je definovaný ako pomer indukovaného elektrického poľa na súčin hustoty 
prúdu a aplikovaného magnetického poľa. To je charakteristické pre materiál, z ktorého 
je vodič vyrobený, pretože jeho hodnota závisí od druhu, počtu a vlastností nosičov 
náboja, ktoré tvoria prúd. 
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2.3.3 Typy akcelerometrov 
Na trhu existuje niekoľko typov akcelerometrov, ktoré sa líšia vlastnou štruktúrou, 
použitím a vlastnosťami. [3] 
 
Kapacitný akcelerometer 
Zvyčajne používajú kremíkové mikro mechanické opracované snímacie prvky. Ich výkon 
je lepší v nízko frekvenčnom rozsahu a môže byť prevádzkovaný v režime posilňovača 
pre dosiahnutie vysokej stability a linearity. 
 
Piezoelektrický akcelerometer 
Spoliehajú sa na piezokeramiku (napr. zirkoničito-titaničitan olova) alebo monokryštály 
(napr. kremeň, turmalín). Sú neporovnateľné pokiaľ ide o ich horný frekvenčný rozsah, 
nízku hmotnosť a používaním pri rôznych teplotách. Piezorezistívne akcelerometre sú 
uprednostňované vo vysoko tlmených programoch. 
 
Piezorezistívny akcelerometer 
Senzor, ktorý využíva piezorezistívny materiál namiesto piezoelektrického kryštálu a 
prevádza silu vzniknutú urýchľovanou hmotou na zmenu odporu. V integrovaných 
piezorezistívnych akcelerometroch sa využíva sieť vyleptaných meracích 
piezorezistívnych snímačov zapojených do wheatstonovho mostíka. Výhoda 
piezorezistívných akcelerometrov oproti piezoelektrických je, že môžu merať aj nemenné 
zrýchlenie, t.j. od 0 Hz. Piezorezistívne akcelerometre sú upredňostnované vo vysoko 
tlmených programoch. 
 
Magnetorezistivný akcelerometer 
Magnetorezistívne akcelerometre využívajú magnetorezistívný účinok. Odolnosť 
magnetických materiálov sa zmení, ak sú vystavené meniacemu sa magnetickému poľu. 
Tieto akcelerometre sú podobné akcelerátorom pracujúcim na Hallovom efekte. Jediný 
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rozdiel je v použití magnetorezistívných materiálov namiesto Hallových elementov. 
Z tohto dôvodu sa prejaví zmena v odpore v dôsledku aplikovaného zrýchlenia.  
 
2.3.4 Einsteinov princíp ekvivalencie 
Najpriamejšia dráha časopriestorom prirodzene nezávisí od hmotnosti a všetky telesá v 
gravitačnom poli padajú rovnako rýchlo, čo zistil už Galileo Galilei2. Tento fakt 
vysvetľuje newtonovská mechanika princípom ekvivalencie. Gravitačná hmotnosť a 
zotrvačná hmotnosť telesa sú si rovné. Z klasického princípu ekvivalencie vyplýva, že 
pozorovateľ v priestore, ktorý je uzavretý a bez pozorovania vonkajšieho okolia, 
nedokáže z pohybu predmetov zistiť, či sa nachádza v stave bez tiaže alebo v stave 
voľného pádu.  
Einstein zovšeobecnil tento princíp:  
Pozorovateľ v uzavretom priestore bez informácií zvonku nemôže vôbec 
žiadnym pokusom zistiť, či je v stave beztiaže alebo nie. Vysoko 
integrovaný, bezdrôtový, komunikačný vývojový kit, ktorý môže byť využitý 
ako referenčná platforma pre systém náramkových hodiniek, alebo ako 
bezdrôtový senzor pre diaľkový zber dát. 
[4] 
 
E = mc 2          (1) 
E – energia  
c – rýchlosť svetla  
m – hmotnosť telesa 
 
Akcelerometer tak isto nevie, či sa nachádza v rakete, ktorá je na odpalovacej rampe, 
alebo v rakete vo vesmíre. Pre praktické účely zistenia zrýchlenie objektov na Zemi , ako 
je použitie navigačného systému v inerciálnej systém, je potrebná znalosť miestnej 
gravitácie . To možno získať buď kalibráciu zariadenia v kľude, alebo zo známeho 
modelu gravitácie v približnej polohe. 
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Prítomnosť hmoty mení geometriu časopriestoru a táto (zakrivená) geometria je 
interpretovaná ako gravitácia. 
 
2.3.5 Využitie 
Akcelerometre sú využívané v mnohých zariadeniach, ktoré figurujú v odvetviach 
priemyslu, riadenia, ale i každodennom živote človeka.  
Akcelerometre sa ako samostatné zariadenia často nevyužívajú. Prednosťou je aplikácia 
akcelerometrov do rôznych zariadení, ktoré dokážu komunikovať priamo 
s používateľom, alebo nejakým spôsobom prevádzať dáta do slovníka blízkeho 
používateľovi. 
Odvetvia použitia sú priemysel, veda, inerciálne navigačné systémy pre lietadlá a rakety, 
detekcia a sledovanie vibrácií v rotačných strojoch, tablety, Smart-phone, digitálne 
fotoaparáty, bezpilotné lietadlá (stabilizácia letu), videohry. 
Použitím sú tiež možnosti snímanie orientácie, kedy sa toto snímanie zakladá na zmene 
smeru hmotnosti. Dokážeme detekovať vibrácie, náraz, alebo pád. 
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Obrázok 2.6 Algoritmus pri rozpoznávaní dát 
2.4 Dáta a filtrácia 
Úloha rozpoznávanie spočíva v zaraďovaní objektov reálneho sveta do 
tried. Prvotne je potrebné nastaviť hľadisko, z ktorého budú objekty 
posudzované, to znamená určiť veličiny, ktoré ho charakterizujú. Pre tieto 
veličiny musí byť definovaná časopriestorová rozlišovacia úroveň, teda 
presnosť a frekvencia, s akou budú merané. Hovoríme, že na objekte 
definujeme systém. 
[3]  
 
Akcelerometer, gyroskop, alebo pohybový senzor odosiela pohybové dáta do zariadenia. 
Tieto dáta, ak je to potrebné sa filtrujú, čím sa získava kvalitnejší obsah, s ktorým sa 
skvalitňujú výsledné hodnoty a pridávajú na presnosti výsledku. Vyfiltrované dáta, je 
potrebné upraviť do podoby, na základe ktorej je možno rozoznať jednotlivé gestá. Určitý 
algoritmus, alebo funkcia gestá rozoznáva v závislosti na zmene polohy, zrýchlenia 
poprípade natočenia.  
Rozpoznanie sa vykonáva vo viacerých bodoch viz obr. 2.6, ktoré nasledujú po 
vyfiltrovaní prijatého signálu. Tento signál býva najčastejšie vektor, ktorý obsahuje 
jednotlivé údaje o aktivitách zariadenia, vytvorené akcelerometrom.  
 
 
 
 
      
 
 
2.4.1 Procesy počas rozpoznávania gest 
Kvantovanie: 
Kvantizér prijíma vyfiltrované dáta, ktoré na základe určitého algoritmu prerozdelí. 
Prerozdelenie znamená, že signál zdiskredituje a nevratne vyberie obor použiteľných 
hodnôt signálu viz obr. 2.7.  
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Obrázok 2.7 Princíp funkcie kvantizéru 
𝑄(𝑥) = 𝑠𝑖𝑔𝑛(𝑥) ∗ ∆ ∗ [
|𝑥|
∆
+  
1
2
]       (2) 
 
Algoritmus zaokrúhľuje reálne číslo „x“ k najbližšie integrovanej hodnote, čo je príklad 
základného typu kvantizéru. Na základe hodnoty „delta“ môžeme hovoriť o kvantizéri 
z hľadiska  veľkosti kroku výpočtu. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Nasadenie modelu rozpoznávania: 
Modelovanie dát je ďalším procesom v rozpoznávaní, založenom na využívaní určitej 
techniky rozpoznávania dát. Existuje viac modelov, ktoré dokážu na základe vopred 
definovaných nastavení parametrov a vlastností systému, zamerať požadovanú oblasť dát, 
na ktorej aplikujú napr. „The Baum-Welch Algorithm“, ako je to v prípade HMM .  
 
Základné typy modelov:  
 HMM – Hidden Markov Model 
 DTW – Dynamic time wraping  
HMM je pravdepodobnostný model, ktorého základná teória bola známa už v 70-tych 
rokoch minulého storočia. Preberá okamžité dáta po vektorovej kvantifikácii a prináša na 
základe dôveryhodných časových a priestorových schém kvalitné výsledky. Tento model 
je stochatistický, čo znamená že pracuje s náhodnou premennou. Náhodné rozdelenie 
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pravdepodobnosti potenciálnych výsledkov získaných náhodnými variantami z jedného 
alebo viacerých vstupov je typické pre stochastický model. 
 
DTW model využíva údaje z priameho zrýchlenia, bez nasadenia vlastných funkcií. 
Pomocou lokálnych maxím a miním dokáže identifikovať vybrané gestá, pričom pracuje 
s takzvanou funkciou „Bayesian Networks“.  Predchádzajúce štúdia zamerané na 
pohybové rozpoznávanie akcelerometrom ukázali zefektívnenie výpočtu v časovej 
oblasti gest. Nevzniká teda žiadna extrakčná fáza, ktorá by mohla narušiť citlivosť 
a spôsobiť kolísanie pohybových údajov.  
 
Kvalifikácia a výber výslednej triedy 
Na základe výsledkov z modelu rozpoznávania triedime jednotlivé činnosti viz obr. 2.8. 
Je to záver rozpoznávania údajov, kde dokážeme s určitou pravdepodobnosťou povedať 
o správnosti rozhodnutia, výberu a vlastne rozpoznania údajov a signálu z akcelerometru. 
Jednotlivé deje od začiatku nameraných hodnôt, až po ich úpravu napomáhajú zvyšovať 
pravdepodobnosť k správnemu výberu a klasifikovaniu činnosti. 
 
 
Obrázok 2.8 Príklad pre klasifikovanie činnosti 
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3 Konfigurácia pre prácu s Ez430-Chronos 
 
3.1 Komunikácia v operačnom systéme Windows 
 
3.1.1 Prvé spustenie  
Pri prvom spustení vývojového kitu Ez-430 Chronos je potrebné 2-krát stlačiť akékoľvek 
tlačidlo pre spustenie programu a takzvané prebudenie hodiniek. 
V balíku sa nachádzajú náramkové hodinky eZ430-Chronos, RF referenčný bod 
a debugovacie rozhranie pre úpravu zdrojových kódov, ako je vidieť na obr. 3.1. 
 
 
Obrázok 3.1Balík eZ430-Chronos 
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3.1.2 Programovateľný firmware 
Pri prvom spustení vývojového kitu Ez-430 Chronos je potrebné 2-krát stlačiť akékoľvek 
tlačidlo pre spustenie programu a takzvané prebudenie hodiniek. Programom je firmware 
od spoločnosti Texas Instrument, ktorý slúži ako štartovací bod, na základe ktorého sa 
dajú vyskúšať jednotlivé funkcie, bez akéhokoľvek zásahu do programu, či zdrojového 
kódu. Jednoduché ovládanie na podstate tlačidiel a displeja,  umožňuje po chvíli 
bezproblémovo komunikovať so základnými funkciami hodiniek. Tento program je 
výborným odrazovým mostíkom, keďže zdrojový kód je plne prístupný 
a konfigurovateľný. Stačí využiť softvérový balík ODE na úpravu a inicializáciu 
zdrojového kódu a následne po debugovaní tento základný, poprípade upravený, alebo 
vlastný program využiť priamo v hodinkách.  
 
Firmware od spoločnosti TI obsahuje: 
 
 Základné funkcie hodiniek 
- čas 
- dátum 
- alarm 
- stopky 
 
 Meracie senzory a displej 
- výškomer 
- 3-osový akcelerometer 
- merač stavu batérie 
- meranie teploty 
 
 Fittnes funkcie 
- tepová frekvencia srdca 
- meranie rýchlosti (beh, chôdza, poklus) 
- meranie vzdialenosti  
- meranie spálených kalórií 
 
 Bezdrótové módy 
- ACC – zasielanie nameraných pohybových dát z akcelerometru 
- PPT – ovládanie pc pomocou hodiniek miesto klávesnice a myši 
- Sync – synchronizácia času a dátumu s PC a kalibrácia teploty a výškomeru 
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Data logger: 
EZ430-Chronos môže byť použitý tiež na meranie a následne ukladanie dát. Tieto dáta 
ako teplota, výška, alebo tep srdca sa počas niekoľkých hodín ukladajú na internú 
pamäťovú kartu Flash o veľkosti 8kB. Interval ukladania dát je definovaný užívateľom 
v rozsahu 1 až 255 sekúnd.  
 
 
3.1.3 Inštalácia potrebných ovládačov 
Pre správny chod RF – referenčného bodu a eZ430 – debugovacieho prostredia je 
potrebné nainštalovať dôležité ovládače pre správny chod týchto zariadení. Tieto 
zariadenia sú v operačnom prostredí Windows prihlásené ako nové zariadenie rozhrania 
USB. Obidve majú teda priradené vlastný COM, na základe ktorého sú rozpoznateľné 
a taktiež nastaviteľné.  
 
Zdrojové kódy a ovládače od spoločnosti TI: 
Windows: http://www.ti.com/lit/zip/slac341 
Linux: http://www.ti.com/lit/zip/slac388 
 
 
3.1.4 Konfigurácia eZ430 USB emulátoru 
eZ430-Chronos Debug Interface viz obr. 3.2, je založené na rozhraní Spy-Bi-Wire.  
Programovanie a debugovanie CC430F6137 mikrokontroléra prebieha pomocou 
pripojenia modulu hodiniek spolu s eZ430-Chronos Debug Interface, ktoré pracuje 
s rozhraním JTAG Interface.  
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Obrázok 3.2 eZ430-Chronos USB emulátor 
 
3.1.5 Správne nakonfigurovanie RF - prístupového bodu 
RF  referenčný bod poskytuje komunikáciu medzi eZ430-Chronos a PC a je založený na 
CC1111F32 mikrokontroléry. . Sťahovanie dát, synchronizačné informácie, alebo 
kontrolné programy pre PC sú jedným z hlavných využití tohto modulu.   
 
Po pripojení eZ430-Chronos RF referenčného bodu viz obr. 3.3 a správnej inštalácií 
ovládačov sa vytvorí nové zariadenie USB. Pre správne fungovanie systému je potrebné 
nastaviť viacero parametrov pre komunikáciu medzi hodinkami a RF-prístupovým 
bodom. V správcovi zariadení v ovládacom panely sa vytvorí nové COM zariadenie, 
s označením TI CC1111 Low-Power RF to USB CDC Serial Port(COM_čísloportu). 
V správcovi zariadení sa tiež nastavujú jednotlivé parametre pre komunikáciu  
RF referenčného bodu.  
 
Cesta k týmto nastaveniam je nasledovná:  
Ovladací panel -> Systém a zabezpečenie-> Systém-> Správca zariadení ->  
Porty(COM a LPT) -> vlastnosti portu. 
Poprípade si spustíme režim rýchleho spustenia pomocou „WIN+R“ a dáme vyhľadať 
súbor devmgmt.msc, čo je priamo správca zariadení.  
Dôležitý parameter je číslo portu, ktorý potrebné vedieť k správnemu zadaniu tohto portu 
vo vývojom prostredí do vytváraného porgramu, alebo pre Conctrol–Choronos.  
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Nastavenia, ktoré je dôležité nakonfigurovať, pre správnu komunikáciu: 
• Baud Rate: 115200 
• Data bits: 8 
• Parity: None 
• Stop bits: 1 
• Flow control: None 
 
 
 
Obrázok 3.3 RF referenčný bod 
 
 
3.1.6 eZ430-Chronos Control Center 
Súčasťou balíku eZ-430 Chronos je aj počítačový program eZ430-Chronos Control 
Center na obr. 3.4, ktorý dokáže predstaviť a reprodukovať veľké množstvo akcií 
v reálnom čase. Programové funkcie, ktoré obsahujú hodinky od výroby sa dajú 
reprezentovať v počítačovom programe Chronos Control Center. Medzi hlavné 
využiteľné funkcie patrí vykresľovanie dát z akceleromtera v 3-osvom grafe, kalibrácia 
akcelerometra a tepelného senzoru. Možnosťou a zaujímavou funkciou je hodinky eZ430 
používať ako počítačovú myš a gombíky po stranách displeja dokážu nahradiť kliknutie 
myšou, alebo takzvaný dvojklik, pre ovládanie PC.  
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Obrázok 3.4 Ukážka prostredia eZ430_Chronos Control Center 
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3.2 Nastavenia CSS 
3.2.1 Import existujúceho programu 
Pre použitie a úpravu zdrojových kódov od TI je potrebné tieto zdrojové kódy otvoriť 
v IDE. CSS je veľmi kvalitným IDE pre úpravu a integráciu vlastných funkcií. [6] 
Program Chronos Watch od TI otvoríme v CSS následovne: 
1. Spustiť Code Compresor Studio a vytvoriť nový projekt. 
2. Importujeme existujúci projekt Chronos Watch viz obr. 3.5: Project > Import 
Existing CCS Eclipse Project 
3. Kliknutím na browse a vyhľadáme eZ430-Chronos viz obr. 3.6: C:\Program 
Files\Texas Instruments\eZ430-Chronos\Software Projects\Chronos Watch\CCS 
4. Potvrdením Automaticcally import referenced projects vytvoríme novú kópiu 
projektu.  
5. Ďalej potvrdíme ukončenie importovania pomocou Finish. Projekt sa nachádza 
v prehľade projektov CSS 
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Obrázok 3.5 Import existujúceho projektu do CSS 
Potvrdenie importovania existujúceho projektu 
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Obrázok 3.6 Nastavenie cesty a ukončenie importovania 
 
3.2.2 Nastavenie základných vlastností projektu 
Pre správne fungovanie, debugovanie a následné nahrávanie programu pomocou  
eZ430-Chronos USB emulátoru je potrebné nastaviť základne vlastnosti a parametre 
eZ430-chronos. Medzi ktoré patrí pracovná frekvencia, alebo typ jadra pracujúceho 
procesoru v hardvéri. Potrebné sú aj nastavenia spojenia medzi hodinkami a  
eZ430-Chronos USB emulátorom. [6] 
1. Pre výber správnej verzie a správnej frekvencie je potrebné rozbaliť okno 
nastavení viz obr. 3.7: Project > Properties > C/C++ Build > Active 
Configuration >Configuration. 
2. Posledným krokom je program zdebugovať a odoslať do hodiniek: Go to Run > 
Debug 
Výber cesty k projektu 
Výber projektu 
Potvrdenie a ukončenie importovania  
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Obrázok 3.7 Nastavenia základných parametrov 
  
Výber pracovnej frekvencie 
Typ jadra procesoru 
Potvrdenie nastavení 
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3.3 Synchronizácia a komunikácia – ACC mode   
Princípy ACC módu a základné vlastnosti potrebné pre komunikáciu. Podrobné 
objasnenie inicializácie a komunikácie RF referenčného bodu. 
 
3.3.1 Princípy ACC mode 
Akceleračný mód v hodinkách odosiela dáta namerané akcelerometrom. Tento program 
je prednastavený v hodinkách a ACC mode je súčasťou tohto programu. Spustenie sa 
realizuje pomocou tlačidla (#) a následne je potrebné potvrdiť odosielanie dát stlačením 
tlačidla (↓). Na hodinkách sa vysielanie dát prejaví blikajúcou anténou na displeji.  
Akcelerometer následne kontinuálne odosiela dáta pre tri osy x,y,z. Stačenie tlačidla dole, 
počas odosielania dát zastaví odosielanie, ktoré je možné opäť spustiť tou istou cestou. 
 
3.3.2 Inicializácia RF referenčného bodu 
Správne nastavený a prihlásený RF – referenčný bod vo Windows zobrazuje svoju 
činnosť blikajúcou diódou. Synchronizácia a následné odosielanie hodnôt z hodiniek 
nastáva až po odoslaní a prijatí potrebných bitov pre inicializáciu. 
 
Postupná inicializácia a prijímanie dát medzi hodinkami eZ430-Chronos a RF 
referenčným bodom: 
 
Inicializácia hodiniek s referenčným bodom. Posledné štyri byty tvoria adresu hodiniek 
eZ430-Chronos. 
ping_CMD = [255 32 7 0 0 0 0]  
 
Po inicializácií sa pomocou bitov 255, 7, 3 odštartuje komunikácia. 
start_CMD = [255 7 3]  
 
V tejto časti sa kontorluje komunikácia, a to či je na hodinkách spustený mód odosielania 
dát v ACC – móde. Na referenčnom zariadení bliká dióda každých 8 sekúnd.  
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check_CMD = [255 0 4 0]  
 
 
 
Prebieha odosielanie dát, dióda bliká frekventovane a 4 bit musí reprezentovať hodnotu 
1 pre použiteľné údaje, ktoré sa pre všetky 3 osi nachádzajú na posledných 3 bitoch. 
get_CMD = [255 8 7 0 0 0 0]  
 
Zastavenie prijímania dát. 
stop_CMD = [255 9 3]  
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4 Realizácia projektu – návrh rozpoznávania gest 
Samotná realizácia rozpoznávania prebieha tvorbou programu a rozpoznávacieho 
algoritmu v Matlab/Simulink, ktorý dokáže na základe jednoduchých matematických 
funkcií rozpoznávať zmenu polohy a teda natočenia hodiniek. Základom sú funkcie 
minimum a maximum. Tento vytvorený program je prevedený zo Simulinku do jazyka C 
a následne nahraný do hodiniek.  
 
4.1 Program v Simulinku 
V simulinku je navrhnutý algoritmus, ktorý v bloku MATLAB function rozpoznáva údaje 
z akcelerometra eZ430-Chronos a generuje výstupy pre x-ovú a y-ovú os. 
 
4.1.1 Tvorba programu pre rozpoznávanie gest  
Akcelerometer generuje 10-bitové hodnoty pre 3 osi x, y a z  [7]. Každú sekundu vytvorí 
50 týchto hodnôt a tým reprodukuje jednotlivé zrýchlenia v týchto osách. 8-bitové 
hodnoty, s ktorými pracuje program po zanedbaní posledných 2 bitov, rozpoznáva 
pomocou funkcií maximum a minimum v Simulinku blok „Matlab function“. Po prezretí 
generovaných dát, je zrejmé ako sa menia zrýchlenia pre osy x a y, v ktorých 
rozpoznávame natočenie hodiniek na základe vlastného zrýchlenia. Program je ošetrený 
pre spustenie rozpoznávania pomocou poklepania na hodinky, kedy sa zmení vlastné 
zrýchlenie v ose z.  
 
4.1.2 Model v Simulinku 
Celý model od komunikácie medzi hodinkami a RF referenčným bodom sa nachádza 
v prílohe č. 1. 
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Inicializácia a získavanie dát z akcelerometru prebieha v bloku „interaction“, viz obr. 4.1: 
 
Obrázok 4.1 Model pre získavanie dát 
Funkcia Function_interation pre komunikáciu medzi RF referenčným bodom 
a hodinkami sa nachádza v Prílohe č. 2. 
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4.2 Transformácia kódu 
Pre vytvorenie kódu v jazyku C z modelu v Simulinku musíme nastaviť šablónu, podľa 
ktorej budeme generovať kód [8]. Šablóna sa nastavuje v Configuration Parameters 
v záložke Code generation.  
Nastavenia zvolíme podľa obr. 4.2: Simulation -> Configuration Parameters -> Code 
Generation. Pre embedded procesor používame šablónu, ktorá je optimalizovaná pre 
tento typ procesora a to je ert.tlc – Embedded coder viz obr. 4.3. 
 
Obrázok 4.2 Nastavenie parametrov a voľba správnej šablóny 
 
Výber šablóny 
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Obrázok 4.3 Voľba šablóny pre generovanie kódu 
 
 
Vygenerovaný kód pozostáva z viacerých súborov. Funkcia pre rozpoznávanie gest sa 
nachádza v súbore Recog.c. Celý kód je v prílohe č. 3. 
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4.3 Aplikácia programu zo Simulinku 
V CSS treba nastaviť funkcie v hlavičkovom súbore a takisto cestu k súborom 
vygenerovaným zo Simulinku.  
 
4.3.1 Nastavenia súboru main_ED_BM.c 
Program vygenerovaný zo Simulinku je potrebné vložiť do programu Chronos Watch od 
TI. Do hlavičkového súboru main_ED_BM.c prikladáme funkciu Recog_initialize(), 
pričom je tiež potrebné pridať program “Recog.h“. V cykle while vkladáme parametre 
pre všetky 3 osi pod názvami premenných: in_X, in_Y a in_Z. Funkcia Recog_step() 
nám určuje veľkosť kroku pri meraní parametrov. Výstup vykonáva pre Simulink a ďalšie 
použitie vykonáva zápis  “simpliciti_data[1] = out_dt; “.             
#include "Recog.h"  
 
  Recog_initialize(); 
  
  while(1) 
  { 
    // Get end device data from callback function  
    simpliciti_get_ed_data_callback(); 
     
     in_Y = simpliciti_data[2];                         /* '<Root>/In1' */ 
     in_X = simpliciti_data[1];                         /* '<Root>/In2' */ 
     in_Z = simpliciti_data[3];                         /* '<Root>/In3' */ 
 
     Recog_step(); 
     
     simpliciti_data[1] = out_dt;              /* '<S1>/MATLAB Function' */    
 
 
4.3.2 Pripojenie súborov zo Simulinku pre CSS 
V záložke Include Options, ktorá sa nachádza v Properties definujeme cestu k súborom, 
Recog_ert_rtw, ktoré vygeneroval Simulink viz obr. 4.4. 
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Obrázok 4.4 Nastavenie cesty k Recog_ert_rtw 
  
 
 
 
 
 
 
Výber Recog_ert_rtw 
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4.4 Demonštrácia pohybov 
4.4.1 VRML 
VRML je programovací jazyk, ktorý pomocou VRML – prehliadačov zobrazuje  
3-dimenzionálne objekty. Štandard ISO a použitie www-orientovaného formátu 
charakterizuje tento jazyk. VRML prehliadač spojený s modelom v Simulinku virtuálne 
prostredie vytvorené pomocou VRML editora.  
Softvér analyzuje štruktúru virtuálneho sveta, vyhodnocuje dostupné signály, ktoré 
vizualizáciu uvedú do pohybu na základe dostupných parametrov a ich hodnôt z 
prostredia Matlab/Simulink.  
Pre tvorbu virtuálneho prostredia pomocou jazyka VRML sa používa softvér V-Realm 
Builder, ktorý je súčasťou Matlabu, poprípade je možné tento softvér doinštalovať.  
V-Real Builder obsahuje všetky základné prvky pre tvorbu prostredia a jednotlivé 
pohybujúce sa obrazce. Vytvorenie vlastného pohybového systému pomáha jednoznačne 
definovať pohyb v 3-osom systéme, ako aj nastaviť bod prezerania, z ktorého bude 
vizualizácia sledovaná užívateľom. 
 
Kompatibilita 
VRML koordinačný systém [9] je rozdielny ako koordinačný systém v Matlabe viz 
obr.4.5. Horizontálnou osou je vo VRML osa X, vertikálnou Y a vzdialenosti od 
používateľa sa nastavujú pomocou osy Z. Je dôležité brať tento koordinačný systém do 
úvahy a správne nastaviť koordinačné vlastnosti 3-osého vizualizačného systému.  
 
 
 
Obrázok 4.5 Rozdiel koordinačného systému medzi Matlabom a VRML 
39 
 
 
 
Model pre tvorbu hodnôt premenných, ktoré sa aplikujú na výslednú demonštráciu 
pohybu sa nachádza na obr.4.6. 
Funkcia Function_Axis pre rozpoznávanie gest v Simulinku sa nachádza v Prílohe č. 4. 
 
 
Obrázok 4.6 Tvorba premenných pre jednotlivé osi 
 
4.4.2 Prezentácia navigácie hodiniek 
Prostredie vytvorené pomocou jazyka vrml v V-Realm Builder je použité na 
prezentovanie rozpoznaných pohybov na základe natočenia hodiniek eZ430-Chronos viz 
obr. 4.7.  
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Samostatný blok pre tvorbu takzvaného sveta v Simulinku pre vizualizáciu: 
 
Obrázok 4.7 Simulink Blok pre tvorbu prostredia VRML 
 
 
4.4.3 Program pre simuláciu 
Do bloku VR Sink privádzame 3 hodnoty, ktoré reprezentujú osi x, y, z a predstavujú 
hodnoty pre pohyb vizualizácie. Rozpoznávacia funkcia generuje hodnoty -1 a 1 pre oba 
smery v osiach x a y. Tieto hodnoty sa integrujú do hodnôt maximálnych možných, ktoré 
sú použiteľné v jednotlivých smeroch pohybov pre vizualizáciu. Všetky vstupy sú 
spojené pomocou bloku MUX, pričom hodnota pre os z je nulová, pretože simulácia 
reprezentuje pohyb v osách x a z. Na obr. 4.8 je vidieť prostredie, takzvaný svet, v ktorom 
prebieha demonštrácia natočenia hodiniek. 
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Obrázok 4.8 Prostredie demonštrujúce natočenie hodiniek 
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5 Záver 
V predchádzajúcom texte boli vysvetlené základné teoretické princípy rozpoznávania 
údajov, klasifikovania do tried v závislosti na získaných a pre skvalitnenie výsledku 
upravených údajov. Teoretické základy akcelerometrov, vlastnosti, princípy a typy boli 
vysvetlené na úrovni, ktorú táto práca požaduje pre implementáciu cieľov práce viz kap.2. 
Vývojový kit eZ43-Chronos bol detailne objasnený z hľadiska jednotlivých zariadení, 
funkcie týchto zariadení a komunikáciu s počítačom. Nemalá časť práce sa venuje 
podrobnému objasneniu inicializácie RF referenčného bodu a ďalšej výmenu údajov zo 
zariadenia náramkových hodiniek vyprodukovaných akcelerometrom. Vnútorný kód je 
objasnený z časti takzvaného ACC módu, ktorý sa venuje polohe a natočeniu hodiniek. 
Úprava a použitie tohto kodu je objasnené v kapitole č. 3, ako aj možnosť vykonávať tieto 
úpravy na hodinkách pomocou programovacieho prostredia IDE.  
Realizácia projektu je podrobne opísaná v kapitole č. 4, ktorá sa odkazuje na veľké 
množstvo modelov a generovaných kódov a funkcií, z ktorých časť sa nachádza v prílohe. 
Kompletná stavba modelu v Simulinku, v ktorej sa nachádza ako aj komunikácia s RF 
referenčným bodom a hodinkami, tak aj rozpoznávanie prijatých údajov, ktoré klasifikujú 
začiatok merania poťukaním na displeji, ako aj rozpoznávanie základných pohybov sa 
podarila úspešne. Následná transformácia modulu do jazyka C jasne ukázala 
bezproblémový spôsob použitia vyššieho programovacieho jazyka, ktorý po správnych 
úpravách dokáže nahradiť nižší programovací jazyk.  
Obhajoba výsledkov práce na navigácií autíčka sa zamietla, kvôli problémom so 
samotnou realizáciou tohto autíčka. Preto sa rozpoznanie základných pohybových údajov 
z akcelerometra demonštruje na vytvorenom počítačovom modely. 
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Príloha č.2 
function [comWrite, WriteAny, WriteSize, getValue, 
newData, ReadAny, ReadSize]  = fcn(comReadIn) 
%#codegen 
  
  
WriteSize = 0; 
WriteAny = 0; 
  
ReadAny = 0; 
ReadSize = 0; 
  
newData = false; 
getValue = uint8(0); 
  
persistent step; 
persistent ComRead; 
persistent response; 
  
if isempty(step)  
step = 1; 
end 
  
if isempty(ComRead)  
ComRead = 0; 
end 
  
if isempty(response)  
response = zeros(1,10); 
end 
  
comWrite = uint8(zeros(1,10)); 
  
pingrequest_CMD = 'ff200700000000'; 
int_arr = [255 32 7 0 0 0 0]; 
ping_CMD = uint8(int_arr); 
  
startAP_CMD =  'ff0703'; 
int_arr = [255 7 3]; 
start_CMD = uint8(int_arr); 
  
checkAP_CMD =  'ff000400'; 
int_arr = [255 0 4 0]; 
check_CMD = uint8(int_arr); 
  
getACCdata_CMD = 'ff080700000000'; 
int_arr = [255 8 7 0 0 0 0]; 
get_CMD = uint8(int_arr); 
  
  
stopAP_CMD =  'ff0703ff0903'; 
%int_arr = [255 7 3 255 9 3]; 
int_arr = [255 9 3]; 
stop_CMD = uint8(int_arr); 
  
  
  
%s = serial('COM16', 'BaudRate', 115200, 'DataBits', 8, 
'StopBits', 1); 
  
switch step     
case {1,3,5,7,9}  
%optional ping request stage 
disp('Requesting ping CMD'); 
comWrite = [ping_CMD uint8(zeros(1,3))]; 
WriteSize = length(ping_CMD); 
WriteAny = 1; 
ReadAny = 1; 
ReadSize = 7; 
step = step + 1; 
  
case {2,4,6,8,10}  
disp('PING cmd reponse'); 
frame =  comReadIn(1:7);    
disp(frame); 
step = step + 1; 
  
case {11}  
disp(''); 
disp('start AP command'); 
comWrite = [start_CMD uint8(zeros(1,7))]; 
WriteSize = length(start_CMD); 
WriteAny = 1; 
ReadAny = 1; 
ReadSize = 3; 
step = step + 1; 
  
case {12}  
disp(''); 
disp('start AP response'); 
frame =  comReadIn(1:3);    
disp(frame); 
step = step + 1; 
  
case {13}  
disp(''); 
disp('Requesting CHECK'); 
comWrite = [check_CMD uint8(zeros(1,6))]; 
  
WriteSize = length(check_CMD); 
WriteAny = 1; 
ReadAny = 1; 
ReadSize = 4; 
step = step + 1; 
  
case {14}  
disp(''); 
disp('reporting CHECK response'); 
frame =  comReadIn(1:4);    
disp(frame); 
step = step + 1; 
  
case {15}  
disp(''); 
disp('Requesting data from AP'); 
comWrite = [get_CMD uint8(zeros(1,3))]; 
WriteSize = length(get_CMD); 
WriteAny = 1; 
ReadAny = 1; 
ReadSize = 7; 
step = step + 1; 
  
case {16}  
disp(''); 
disp('data response for get data from AP'); 
frame =  comReadIn(1:7);    
disp(frame); 
step = 13; %check and get new data 
  
if frame(4) == 1 
   newData = true; 
   getValue = frame(5);      
end; 
  
end; 
  
end 
 
 
  
  
Príloha č. 3 
/* 
 * File: Recog.c 
 * 
 * Code generated for Simulink model 'Recog'. 
 * 
 * Model version                  : 1.40 
 * Simulink Coder version         : 8.3 (R2012b) 20-Jul-2012 
 * TLC version                    : 8.3 (Jul 21 2012) 
 * C/C++ source code generated on : Wed May 21 01:18:43 2014 
 * 
 * Target selection: ert.tlc 
 * Embedded hardware selection: 32-bit Generic 
 * Code generation objectives: Unspecified 
 * Validation result: Not run 
 */ 
 
#include "Recog.h" 
#include "Recog_private.h" 
 
/* Exported block signals */ 
int8_T in_Y;                           /* '<Root>/In1' */ 
int8_T in_X;                           /* '<Root>/In2' */ 
int8_T in_Z;                           /* '<Root>/In3' */ 
uint8_T out_dt;                        /* '<S1>/MATLAB Function' */ 
 
/* Block states (auto storage) */ 
DW_Recog_T Recog_DW; 
 
/* Real-time model */ 
RT_MODEL_Recog_T Recog_M_; 
RT_MODEL_Recog_T *const Recog_M = &Recog_M_; 
 
/* Model step function */ 
void Recog_step(void) 
{ 
  int32_T tmp; 
 
  /* MATLAB Function: '<S1>/MATLAB Function' incorporates: 
   *  Inport: '<Root>/In1' 
   *  Inport: '<Root>/In2' 
   *  Inport: '<Root>/In3' 
   */ 
  /* MATLAB Function 'Recog/MATLAB Function': '<S2>:1' */ 
  /* '<S2>:1:5' */ 
  out_dt = 0U; 
  if (in_Z > 80) { 
    /* '<S2>:1:15' */ 
    /* '<S2>:1:16' */ 
    Recog_DW.A = TRUE; 
  } 
 
  if (Recog_DW.A) { 
    /* '<S2>:1:21' */ 
    if (in_X >= 20) { 
      /* '<S2>:1:23' */ 
  
      /* '<S2>:1:24' */ 
      out_dt = 1U; 
    } 
 
    if (in_X <= -20) { 
      /* '<S2>:1:26' */ 
      /* '<S2>:1:27' */ 
      out_dt = 2U; 
    } 
 
    if (in_Y >= 20) { 
      /* '<S2>:1:29' */ 
      /* '<S2>:1:30' */ 
      tmp = (int32_T)(4U + (uint32_T)out_dt); 
      if ((uint32_T)tmp > 255U) { 
        tmp = 255; 
      } 
 
      out_dt = (uint8_T)tmp; 
    } 
 
    if (in_Y <= -20) { 
      /* '<S2>:1:32' */ 
      /* '<S2>:1:33' */ 
      tmp = (int32_T)(8U + (uint32_T)out_dt); 
      if ((uint32_T)tmp > 255U) { 
        tmp = 255; 
      } 
 
      out_dt = (uint8_T)tmp; 
    } 
  } 
 
  /* End of MATLAB Function: '<S1>/MATLAB Function' */ 
} 
 
/* Model initialize function */ 
void Recog_initialize(void) 
{ 
  /* Registration code */ 
 
  /* initialize error status */ 
  rtmSetErrorStatus(Recog_M, (NULL)); 
 
  /* block I/O */ 
 
  /* exported global signals */ 
  out_dt = 0U; 
 
  /* states (dwork) */ 
  (void) memset((void *)&Recog_DW, 0, 
                sizeof(DW_Recog_T)); 
 
  /* external inputs */ 
  in_Y = 0; 
  in_X = 0; 
  in_Z = 0; 
  
 
  /* InitializeConditions for MATLAB Function: '<S1>/MATLAB Function' */ 
  Recog_DW.A = FALSE; 
} 
 
/* Model terminate function */ 
void Recog_terminate(void) 
{ 
  /* (no terminate code required) */ 
} 
 
/* 
 * File trailer for generated code. 
 * 
 * [EOF] 
 */  
 
  
  
Príloha č. 4 
function [y1,y2]  = fcn(u1) 
%#codegen 
y2=0; 
y1=0; 
   
    if mod(u1,2) == 1 
        y1=1; 
    end 
    if fix(double(mod(u1,4))/2) == 1 
        y1=-1; 
    end 
    if fix(double(mod(u1,8))/4) == 1 
        y2=1; 
    end 
    if fix(double(mod(u1,16))/8) == 1 
        y2=-1; 
    end 
  
end 
 
