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Abstrakt 
Tato bakaláské práce se zabývá problematikou vizualizace formátu XML a jeho definicemi. Strun 
shrnuje vývoj XML, jeho charakteristiku a syntaxi. Popisuje i rzná ešení, jimiž jsou v souasné 
dob tyto dokumenty vizualizovány a vhodné implementaní a vývojové nástroje, které je možno pro 
tento úel využít. Dále práce identifikuje problémy vizualizace a navrhuje možné ešení, jakými bude 
smována. 
 Hlavním cílem je vytvoit jednoduchou a pehlednou aplikaci, která bude interaktivn 
vizualizovat zmiované XML dokumenty. 
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Abstract 
The bachelor’s thesis deals with problems of XML document visualization and its definitions. It 
briefly summarizes development of XML, its characteristic and syntax. The thesis reviews various 
solutions for XML visualization and proper development tools for this purpose. The work also 
describes future goals of visualization and a design of possible solution. 
 The main goal was to create a simple and well-arranged application, witch will visualize 
mentioned XML documents interactively. 
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1 Úvod 
Informace a jejich výmna hrají v informatice významnou roli. Pro tento úel bylo teba vytvoit 
formát, který by umožoval jednoduché a rychlé zpracování. Poátky tohoto vývoje sahají do 80. let, 
kdy pišel na svt znakovací jazyk SGML (Standard Generalized Markup Language). Pro jeho 
složitost se pozdji zaal vytváet jazyk nový. Jednalo se o XML (eXtensible Markup Language), 
které bylo pedstaveno v roce 1998. 
XML pineslo do svta informatiky jednoduchost, eleganci a výrazný skok dopedu ve 
zpracování informací. Je oznaováno za fenomén souasné doby. Nachází vysoké uplatnní ve 
spoust aplikací. A to nejen pro penos dat. XML se využívá pro databázové systémy, tvorbu 
webových stránek, literatury nebo pro konfiguraní soubory aplikací. Jedná se o otevený formát, 
který byl standardizován v ISO norm.  
Vyniká pedevším svými dobrými vlastnostmi, jako je penositelnost nebo jednoduché 
zpracování. Dokumenty v tomto formátu jsou po otevení itelné. Nejedná se tedy o binární soubory, 
ale o textové. asto je struktura dat dosti složitá. Tudíž použití bžného textového editoru k jejich 
vizualizaci, tvorb nebo editaci nemusí být vždy vhodné. 
Cílem práce je vytvoit takový nástroj, který by v oblasti vizualizace, pop. editace XML 
dokument, byl vhodným pomocníkem. Ten by ml umt jednoduše a pehledn prezentovat jejich 
strukturu a data. 
Text je rozdlen do nkolika navazujících kapitol. V následující, druhé, kapitole je uveden 
struný popis technologie XML, její rozšíení a nkteré nástroje, které s ní pracují. Kapitola se 
konkrétn zabývá, jaký je pvod, charakteristika a struktura tchto dokument. Rozšíeními se myslí 
defininí jazyky. Ty jsou rozebrány podrobnji, jelikož jsou pro XML a vytváenou aplikaci dležité. 
Nezapomenu se ani zmínit, jaké jsou souasné trendy vizualizace a zpracování tchto soubor. 
Tetí kapitola pojednává o implementaním jazyce, ve kterém bude aplikace vyvíjena. Pjde o 
Javu, která se v poslední dob s XML dosti spojuje a to nejen díky svým spoleným vlastnostem. 
Tato kapitola popisuje i nkteré nástroje pro práci s Javou a XML formátem. 
tvrtá a pátá kapitola se vnuje už samotné aplikaci. Je zde uveden postupný pechod od jejího 
návrhu až po realizaci. tvrtá kapitola specifikuje nároky, které jsou na vytváenou aplikaci kladeny a 
co se od ní oekává. Dále jak by mla aplikace ve výsledku vypadat a jakým stylem budou XML 
dokumenty vizualizovány. Už dopedu mžu prozradit, že pjde o tabulky. Konkrétn pátá kapitola 
se zamuje na nejdležitjší konstrukce v kódu a ástenou implementaci. 
Poslední kapitola shrnuje dosažené výsledky. Dále popisuje, kterých cíl se podailo dosáhnout 
a které by chtli ješt zdokonalit. Jsou zde vyzdvihnuty i nkteré zlepšení a usnadnní, které byli do 
aplikace bhem vývoje zaneseny. Kapitola se zaobírá i konkrétními možnými rozšíeními. 
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2 XML 
2.1 Charakteristika 
2.1.1 Historie 
Lze z jistotou íci, že pedchdcem XML byl jazyk SGML. Ten byl pedstaven v roce 1986, kdy byl 
definován v ISO norm 8879. Ovšem jeho použití a zpracování bylo znan nároné. Tento fakt 
vznikal z veliké komplexnosti tohoto jazyka. Svoje uplatnní ale našel. Využívalo jej americké 
ministerstvo obrany pro správu dokumentace od dodavatel. Pozdji byl od SGML odvozen další 
jazyk. Jednalo se o pomrn známé HTML (HyperText Markup Language). HTML se využívá 
k tvorb webových stránek. Výet znaek, které se používají, je dán pomocí DTD (Document Type 
Definition). Jazyk brzy získal velikou oblibu díky své jednoduchosti, avšak nebyl vhodný pro 
uchovávání a výmnu dat. Na základ zkušeností z HTML se zaal vyvíjet jazyk jiný. Bylo to práv 
XML. První verze se objevila v roce 1998 a byla oznaena 1.0. Do dneška se stále používá. Existuje i 
druhá verze oznaena 1.1. Ta ale nemá oproti pedchozí verzi významnjší rozšíení. 
2.1.2 Využití 
XML je standardem konsorcia W3 a v souasné dob se jedná o jeden z nejdležitjších formát 
výmny dat strukturovaným zpsobem. XML bhem posledních deseti let doznal v této oblasti 
znaného rozšíení díky svým dobrým vlastnostem [2]. 
Mezi n se adí pedevším penositelnost formátu mezi jednotlivými typy operaních systém. 
asto se v tomto smru uvádí symbióza XML dokument a programovacího jazyku Java. Ta tuto 
vlastnost má také. Dvodem penositelnosti dokument je bezesporu jejich textový formát. Ten je 
možné zobrazit obyejným textovým prohlížeem. S XML dokumenty bžn pracují i webové 
prohlížee. Strukturu zobrazují pehledn a orientace v ní je tudíž velmi snadná. 
Další vlastností je otevený formát XML. Jedná se o zdarma pístupnou specifikaci, která je 
k dispozici na stránkách konsorcia W3 (viz. [4]). Znaky v XML mají pevn stanovenou gramatiku, 
tak jak tomu je napíklad u HTML. Pi vytváení tohoto formátu se dodržuje nkolik základních 
pravidel. Pomocí nich lze gramatiku jednoduše kontrolovat. Poslední vlastností, která je pro tento 
jazyk charakteristická, je znakování uložených dat. Zde je zásadní rozdíl oproti HTML. HTML totiž 
pevážn uruje, jak se data zobrazí, kdežto XML jednoznan uruje, jaký mají data význam [2]. 
XML se dlí na dv velké skupiny. Jednu skupinu tvoí dokumentov orientované XML 
instance. Jedná se o soubory, ve kterých je pevážn uchováván text. Ty napíklad nacházejí uplatnní 
pro tvorbu webových stránek nebo knih.  
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Druhou oblastí použití jsou datov orientované dokumenty. Tyto dokumenty ve vtšin pípad 
obsahují pouze krátké textové etze nebo ísla a jsou strukturované, aby se nemíchal text s dalšími 
znakami. Podíl textu a znaek je tedy tém vyrovnaný. Takové dokumenty využívají teba aplikace 
pro výmnu dat mezi sebou nebo databáze. Urit hranici mezi tmito dvmi skupinami lze jen 
s obtížemi [2][4].  
Práce a vytváená aplikace bude dále smrována k této druhé skupin, datov orientovaných 
dokument. 
2.1.3 Struktura 
Obrázek 2.1 pehledn prezentuje syntaxi a strukturu XML dokumentu. 
 
 
Obr. 2.1 Základní struktura XML dokument [16] 
 
Z obrázku 2.1 lze postehnout, že struktura zobrazovaného XML dokumentu je znan podobná 
jazyku HTML. Jedná se o hierarchickou nebo také stromovou strukturu. Oproti HTML pibila 
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možnost definovat si své vlastní znaky. To znan pispívá k vlastnosti XML pro uchovávání a 
výmnu dat. XML deklarace nebo-li hlavika dokumentu popisuje verzi XML a kódování. Zbylou 
ást tvoí textový obsah dokumentu. Ten je tém vždy tvoen textovými znakami (elementy), 
atributy a komentái. Každý element, pokud není koncový nebo prázdný, má své další potomky. 
Každý z tchto potomk mže být dále tvoen dalšími potomky. Strukturu XML dokument 
pehledn prezentuje obrázek 2.1. 
2.2 Defininí jazyky 
Defininí jazyky se staly nedílnou a dležitou souástí XML dokument. Problémy nastaly pi 
výmn dat pomocí XML formátu, kdy dokumenty mohly mít libovolnou strukturu a bylo možné 
používat libovolné znaky. Mohly se tedy jednoduše stát nekompatibilní.  
Defininí jazyky se používají pedevším pro formální definici znakovacích jazyk, jako je 
XML. Jsou tvoeny sadou formálních pravidel. Výhoda formalizované definice spoívá pedevším 
v tom, že je jednoznaná a znemožuje rzné interpretace. Pod touto interpretací si lze pedstavit 
šablonu. Podle ní je možné XML soubor vytváet, íst a modifikovat. Využívá se samozejm i pro 
validaci. Validace je proces, pi kterém se ovuje, zda njaký konkrétní XML dokument vyhovuje 
všem omezením definovaným práv v této definici [3]. Nkteré typy defininích jazyk dokonce 
umožují zavádt pro obsah jednotlivých element a atribut datový typ. 
Definice dokumentu se také využívá jako zdroj pro vytvoení odpovídajícího objektového 
modelu vetn kódu, který jej implementuje. V neposlední ad slouží jako dokumentace pro 
znakovací jazyk, který je popisován. Pro nkteré jazyky dokonce existují nástroje, které z pvodní 
definice vygenerují dokumentaci. Ta je vtšinou prezentována v HTML kódu [3]. 
V dnešní dob patí mezi nejpoužívanjší defininí jazyky DTD, XML Schema a do popedí se 
dostává i Relax NG. Jazyk Relax NG zaíná být v poslední dob dosti oblíbený, vzhledem ke své 
jednoduchosti a díky odstranní chyb prvních dvou zmiovaných jazyk. Pro tuto práci je dležité 
XML Schema, které rozeberu trošku podrobnji. 
2.2.1 DTD – Document Type Definition 
Významnou vlastností, kterou jazyk XML zddil od SGML, je koncepce DTD (Document Type 
Definition). Jde o nejstarší defininí jazyk. Jedná se o volitelnou, ale velmi silnou vlastnost XML 
dokument. DTD popisuje definici struktury. Definuje elementy, které mohou být použity, a uruje, 
kde mohou být použity ve vztahu k ostatním elementm. DTD tedy zavádí hierarchii i zrnitost 
dokumentu [1]. I když dnes už není tento jazyk moc využíván, je dobré se o nm zmínit. Hlavním 
dvodem je, že tento jazyk pišel spolen s XML a lze se s ním ješt asto setkat. 
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Výhody a nevýhody DTD 
V dnešní dob je DTD stále rozšíeným a používaným jazykem. Ale pevládají u nj spíše nevýhody 
než výhody. Hlavní a asi nejvtší nevýhodou je, že sám o sob netvoí XML dokument. To má 
neblahý dsledek na to, že vlastní DTD soubor nelze bžnými zpsoby kontrolovat na správnost, což 
je u XML dokument považováno za samozejmost. Další nevýhodou DTD je, že pomocí nj nelze 
popsat datové typy, jejich rozsahy popípad omezení. DTD rovnž vbec nepracuje se jmennými 
prostory. Jmenné prostory jsou mechanizmus, který umožuje v jednom XML dokumentu 
kombinovat více sad znaek [3].  
Tyto chyby vedly, již brzy po vzniku XML, k vytvoení zcela nových defininích jazyk. 
Mnoho z nich brzy zaniklo, používalo se jenom v omezené míe nebo jenom v nkterých firmách. 
Konkurencí se pozdji stali defininí jazyky jako je XML Schema a Relax NG. Ty vyešili vtšinu 
nevýhod DTD. 
Struktura DTD 
Použití DTD má smysl pro vtší množství dokument, u kterých je poteba zachovávat stejnou 
hierarchii. Dokumenty mohou definici obsahovat pímo ve svém tle nebo se mohou odkazovat na 
externí soubor. První pípad je k vidní jen zídka. Ztrácí totiž svoji efektivnost pi vtším potu 
dokument. Pokud se zmní definice v jednom z nich, musí se tento postup aplikovat i na ty ostatní. 
Soubory s externí definicí mají za jménem píponu .dtd. K dokumentu se pipojují pomocí 
klíového slova DOCTYPE. Pipojení souboru my_dtd.dtd, s koenovým elementem root popisuje 
píklad 2.1. 
 
Píklad 2.1 Pipojení formální definice DTD my_dtd.dtd k XML dokumentu 
 
<!DOCTYPE root SYSTEM "my_dtd.dtd">. 
 
DTD definice se skládají z ady deklarací. Jednotlivé deklarace musí být uzaveny mezi 
znakami <! a >. Ty mohou obsahovat klíová slova, jako: 
 
- ELEMENT 
- ATTLIST 
- ENTITY 
- NOTATION 
 
Jak už názvy napovídají, slovo ELEMENT bude sloužit pro definici znaek nebo-li element. Tato 
deklarace musí obsahovat název znaky, která je shodná s píslušnou znakou v XML dokumentu. Za 
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názvem následuje zápis, co má znaka obsahovat. Obsah mže být tvoen dalšími elementy, textem, 
pokud se jedná o koncovou znaku nebo kombinací tchto dvou vlastností.      
ATTLIST je uren k deklaraci seznamu atribut. Náleží rovnž píslušnému elementu v XML 
dokumentu. Deklarace musí obsahovat jméno elementu a k nmu výpis atribut s patinými 
vlastnostmi. Mezi n patí typ atributu a povinnost atributu nebo jeho výchozí hodnota. Typ udává, 
jaký bude obsah atributu. Variant obsahu se používá až pt. Povinností atributu je myšleno to, zda 
musí nebo nemusí být v dokumentu použit. Tato hodnota musí být vždy uvedena za typem atributu. 
Mže být ovšem nahrazena již zmiovanou implicitní hodnotou. 
Mén používanými klíovými slovy v DTD jsou ENTITY a NOTATION. ENTITY se dlí na 
interní, externí nebo parametrické. První dva typy se využívají u XML dokument pro nahrazení 
uritého etzce textu njakou konstantou se stejným významem. Toto využití má smysl pouze, pokud 
se text v dokumentu opakuje vícekrát než jednou. Parametrické entity se aplikují pouze v rozsahu 
DTD definic. Jejich úel je obdobný, jako u externích nebo interních entit. Využití opt najdou tam, 
kde se opakují stejné sekvence textu. Jedná se pedevším o deklaraci element nebo atribut se 
stejnými vlastnostmi. Notace se skrývají pod klíovým slovem NOTATION. Ty slouží pro piazení 
programu uritému typu souboru. Ten pak tyto data zpracovává. 
Podrobná charakteristika nebo popis práce s tmito definicemi je uveden v referenní literatue 
nebo literatue, ze které bylo erpáno (viz. [2][4]). 
 
Píklad 2.2 XML dokument 
 
<?xml version="1.0" encoding="UTF-8"?> 
<zamestnanec id="vyvoj00"> 
  <jmeno>Leonardo da Vinci</jmeno> 
  <narozeni>1452-04-15</narozeni> 
  <rodne_cislo>5204159999</rodne_cislo> 
  <telefon>5134</telefon> 
  <telefon>2118</telefon> 
</zamestnanec> 
 
XML dokument v píklad 2.2 obsahuje koenový element <zamestnanec> s atributem id, 
který popisuje zamstnance fiktivní firmy. V nm jsou dále obsaženy další elementy, které urují 
jméno, datum narození, rodné íslo a telefony zamstnance. 
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Níže, v píklad 2.3, je uvedena ukázka formální definice DTD pro ást XML dokumentu 
z píkladu 2.2. Ta popisuje pouze uzel zamestnanec, jeho atribut id a potomky jmeno a telefon, které 
uzel zamestnanec obsahuje. Na píklad 2.3 je vidt použití klíových slov ELEMENT a ATTLIST. 
 
Píklad 2.3 Formální definice DTD popisující ást XML dokumentu pro píklad 2.2 
 
<!ELEMENT zamestnanec (jmeno,telefon+)> 
<!ATTLIST zamestnanec 
  xmlns CDATA #FIXED '' 
  id  #REQUIRED> 
 
<!ELEMENT jmeno (#PCDATA)> 
<!ATTLIST jmeno 
  xmlns CDATA #FIXED ''> 
 
<!ELEMENT telefon (#PCDATA)> 
<!ATTLIST telefon 
  xmlns CDATA #FIXED ''> 
 
2.2.2 Relax NG 
V poslední dob se tento defininí jazyk stává velice oblíbeným a to díky své jednoduchosti. Zaíná 
být pomalu pijímán i konsorciem W3. Jazyk slouží, jako DTD nebo XML Schema, k formální 
definici XML dokument. Avšak oproti nim odstrauje vtšinu jejich chyb. Nedostatky, které 
obsahovalo DTD byli popsány v kapitole 2.2.1. Relax NG odstrauje i dv základní nevýhody XML 
Schema. Tmi jsou složitá specifikace a neelegantní zápis. 
Zatímco XSD (XML Schema Definition) je založeno na datových typech, je Relax NG založen 
na vzorech. Celé schéma je vzorem dokumentu. Vzor se pitom skládá ze vzor pro elementy, 
atributy a textové uzly. Ty pak mohou být dále kombinovány do uspoádaných i neuspoádaných 
skupin, mohou být volitelné a mže u nich být uren i poet opakování. Tento jednoduchý princip 
umožuje velmi jednoduše vyjádit i složité struktury v dokumentu. Navíc je založen na solidním 
matematickém základu alejových gramatik (hedge grammars) [3]. 
Pípona pro tyto typy soubor je .rng a .rnc. Rozdíl mezi nimi je v jejich zápisu syntaxe. 
RNG soubory mají klasickou XML strukturu. V pípad soubor RNC jde o textový nebo jinak eeno 
kompaktní záznam definice. Ten plní stejnou úlohu, jako XML zápis, ale je mnohem úspornjší. 
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Následující píklad 2.4 tvoí definici Relax NG pro ást XML dokumentu z píkladu 2.2. 
Definován je pouze element zamestnanec, jeho atribut id a potomci jmeno a telefon. 
 
Píklad 2.4 Formální definice Relax NG popisující ást XML dokumentu pro píklad 2.2 
 
<start> 
  <element name="zamestnanec"> 
    <attribute name="id"> 
      <data type="string"/> 
    </attribute> 
    <element name="jmeno"> 
      <text/> 
    </element> 
    <oneOrMore> 
      <element name="telefon"> 
        <data type="integer"/> 
      </element> 
    </oneOrMore> 
  </element> 
</start> 
 
2.2.3 W3C XML Schema 
W3C XML Schema je v dnešní dob nejpoužívanjší defininí jazyk. 
Od kvtna roku 2001 se stal všeobecn uznávaným standardem, který je v softwarové praxi 
podporován všemi významnými firmami, jako je napíklad IBM, Sun, Microsoft nebo Oracle. W3C 
XML Schema se také nkdy oznauje zkratkou WXS (W3C XML Schema), ale astji se používá 
zkratka XSD (XML Schema Definition). XSD odstrauje vtšinu nevýhod DTD. Oproti DTD je XSD 
dokument tvoen XML strukturou. Další jeho vlastností je, že jednotlivým hodnotám element a 
atribut lze piadit datový typ. A poslední dležitou vlastností, která oproti DTD pibyla, je práce 
s jmennými prostory. Jazyk má ale dv nevýhody. Tmi je složitá specifikace, která vzniká velikou 
komplexností toho jazyka a chybí mu jistá elegance pi interpretaci. Zejména pro jednoduché XML 
soubory mže být vytvoená definice nkolikanásobn vtší, než je samotné XML [2]. To je 
napíklad patrné na píklad 2.5. 
Struktura a datové typy XSD dokument 
Jak už jsem výše uvedl, XSD dovoluje piazovat hodnotám element a atribut datové typy. To je 
jedna z vlastností, pro vbec tento jazyk pišel na svt. Na výbr je z velké palety již definovaných 
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typ, s nimiž XSD pracuje. Mezi ty základní se adí pedevším typy pro práci s datem, asem, 
textovými etzci, reálnými, desítkovými a celými ísly a logickými hodnotami. Pomocí uritých 
omezení, je možné z tchto daných typ vytvoit uživatelem požadovaný datový typ. Existuje 
možnost rozšíit již existující datové typy. Kompletní seznam datových typ, které jsou k dispozici, je 
uveden v referenním manuálu o XSD (viz. [5]).  
Nov definované datové typy se dlí na dv kategorie. Jednoduché a složené. Složené datové 
typy jsou v dokumentech prezentovány znakou <xs:complexType> a jsou tvoeny jednoduchými 
datovými typy. Jednoduchý datový typ se znaí <xs:simpleType> a je odvozen od základních, již 
existujících datových typ. Vždy ho tvoí koncový element nebo atribut. 
Na jednoduché datové typy se váží výše zmínné omezení zvané také restrikce. Princip je 
takový, že se vybere jednoduchý datový typ a podle oekávání charakteru dat je snahou nalézt co 
možná nejpísnjší restrikci [2]. V praxi to znamená, že na již existující datový typ se aplikuje 
integritní omezení tak, aby se zúžila škála pípustných hodnot.  
Restrikce se dlí hned do nkolika skupin. Ty jsou dány podle charakteru datového typu. Jako 
píklad nejprve uvedu omezení pro íselné hodnoty nebo data. U nich se uruje napíklad nejnižší 
možná hodnota nebo naopak, nejvyšší možná hodnota. ísla se omezují i na délku. Další takovou 
jednoduchou restrikcí je omezení potu znak v textových etzcích. Rovnž se využívá intervalu, 
v jakém délka etzce mže být. V neposlední pípad se zmíním i o typu restrikce pro výet hodnot. 
To znamená, že hodnota píslušného elementu nebo atributu v XML dokumentu, se musí shodovat 
s jednou z hodnot uvedených v seznamu u tohoto omezení. 
Z vytvoených jednoduchých datových typ je možné tvoit složené nebo-li komplexní datové 
typy. Ty slouží k definici struktury dokumentu. Pomocí nich se u element uruje, v jakém poadí se 
mají vyskytovat, kolikrát se mohou opakovat, zda jsou povinné, i volitelné [3]. Složené datové typy 
jsou tvoeny elementy sequence, choice a all. Element sequence je z tchto tí variant 
nejpoužívanjší. Definuje pesné poadí element v nm obsažených. Obsažené elementy musí po 
sob následovat tak, jak jsou zapsány v XSD. Poet výskyt lze u element nastavit atributy 
minOccurs a maxOccurs, piemž implicitn mají hodnotu 1. Pokud je atribut minOccurs nastaven na 
hodnotu 0, mže být element vytvoen, anebo taky nemusí. Poád ale platí, že jeho výskyt mže být 
nanejvýš jednou, dokud se nenastaví atribut maxOccurs. 
Nyní se dostávám k popisu využití elementu choice. Používá pro situaci, kdy je teba v syntaxi 
XML dokumentu deklarovat pouze jeden element z uritého výtu, definovaného v konstrukci 
definice. Z té se vybere a použije libovolný element, avšak jen jeden. 
Poslední uvedenou konstrukcí je all. Ta pedstavuje docela svobodný model definice, kdy 
uvedené elementy mohou být skládány v libovolném poadí. Jistá omezení zde však jsou. Uvedené 
elementy se mohou vyskytovat maximáln jednou anebo vbec. 
U XSD jazyk, stejn jako tomu je u XML, existuje pojmem smíšený obsah. Smíšený obsah 
znamená kombinaci textu a element, které definuje složený datový typ. Tak jsou napíklad tvoeny 
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XHTML (eXtensible HyperText Markup Language) dokumenty, které jsou odvozeny od HTML, 
avšak mají písnjší specifikaci. XHTML se ídí práv XSD. Takovým pípadem je napíklad 
odstavec <p>, který obsahuje text. V nm mžou být nkteré úseky textu zvýraznny elementem <b>. 
Dležitou souástí komplexních datových typ jsou i atributy. Definice vlastností atribut je 
obdobná, jako u DTD. Každý atribut opt obsahuje deklaraci jména, uvedení, zda je jeho uvedení 
povinné nebo jakou má implicitní hodnotu. XSD tyto vlastnosti oproti DTD rozšiuje ješt o urení 
datového typu atributu. Jejich škála je stejná jako pro elementy. 
Pro lepší pochopení problematiky XSD, pedevším jeho struktury a skládání jednotlivých 
deklarací, uvedu jednoduchý píklad. Základem je XML dokument v píklad 2.2. Vytvoené XML 
Schema by mlo dodržet konzistenci této pedlohy. To znamená, že elementy by mli být skládány 
v takovém poadí, v jakém jsou uvedeny. Definice by mla dále urovat poet opakování pro uzly 
jako je <narozeni> nebo <telefon>. 
Vytvoenou XSD definici pro XML dokument z píkladu 2.2 prezentuje následující píklad 2.5. 
 
Píklad 2.5 Vytvoené XML Schema pro XML dokument v píklad 2.2 
 
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"> 
  <xs:element name="zamestnanec"> 
    <xs:complexType> 
      <xs:sequence> 
        <xs:element name="jmeno" type="xs:string"/> 
        <xs:element name="narozeni" type="xs:date"  
 minOccurs="0" maxOccurs="1"/> 
        <xs:element name="rodne_cislo" type="xs:integer"/> 
        <xs:element name="telefon" type="xs:integer" 
 maxOccurs="unbounded"/> 
      </xs:sequence> 
      <xs:attribute name="id" use="required" type="xs:string"/> 
    </xs:complexType> 
  </xs:element> 
</xs:schema> 
 
Dležitým a prvním znakem vytvoené XSD definice, je její struktura. Ta sama o sob tvoí XML 
dokument. XSD pro prezentaci stromu využívá speciálních znaek. Celý dokument je uzaven 
znakou <xs:schema>. Pro ni se zavádí atribut xmlns:xs, který íká, že všechny obsažené 
elementy musí patit do jmenného prostoru http://www.w3.org/2001/XMLSchema. Vtšinou se ped 
tento jmenný prostor uvádí prefix xs nebo také xsd.  
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Elementy definice se dlí do dvou skupin. První skupinou jsou ty, které slouží pro popsání 
struktury dokumenty. Druhá skupina popisuje datové typy. Datové typy jsou tvoeny elementy 
<xs:element> pro definici element a <xs:attribute> pro definici atribut. U všech deklarací 
datových typ musí být v atributu name uvedeno jméno prvku, kterému náleží. Teprve poté následuje 
výpis vlastností. 
Následujícím elementem za koenovým uzlem, je výše popisovaný element <xs:element>. 
Ten má jméno zamestnanec (v atributu name). Pi pohledu do dokumentu z píkladu 2.2, ze kterého 
vytvoená definice vychází, je patrné, že obsahuje potomky a vlastní atribut. V tomto pípad se tedy 
bude jednat o komplexní nebo-li složený datový typ. U složených datový typ se v poadí nejprve 
definují uzly a pak až atributy. Potomci elementu <zamestnanec> jsou uvedeni v konstrukci 
sequence. Ta pevn stanoví, v jaké posloupnosti musí být elementy skládány a obsahuje již jen 
jednoduché datové typy. Krom uvedeného jména a datového typu, zavádí definice pro nkteré 
elementy poet opakování. Jedním z nich je element <narozeni>, pro který byl definován uzel 
<xs:element> se jménem narozeni. Ten nemusí být v posloupnosti uveden vbec. Nebo mže, ale 
nanejvýš jednou. Oproti tomu element <telefon> musí být, podle definice, uveden vždy a alespo 
jednou. Ale mže se opakovat až do nekonena. Zbývající elementy se musí vyskytovat vždy, avšak 
bez opakování. 
Pedešlým odstavce byla rozebrána první ást komplexního datového typu. Druhá ást definuje 
atributy. Atribut je definicí popsán tak, jak je to uvedeno v teorii. Obsahuje svoje jméno, jakého je 
datového typu a jestli je povinný. V tomto pípad musí být uveden vždy a je typu etzec. Složitjší 
pípad mže nastat tehdy, když je element konený, obsahuje atribut(y) a neobsahuje již žádné další 
potomky. 
2.3 Nástroj Trang 
Trang je nástroj, který byl vytvoen pro konverzi mezi jednotlivými defininími jazyky. Pomocí nj je 
také možné z XML dokumentu tuto definici vygenerovat. Definici je schopen vytvoit i pro více, než 
jeden XML dokument. Byl implementován v jazyce Java. Nemá grafický interface a je ovládán pes 
píkazový ádek. Celá koncepce vychází z jazyku Relax NG. Jedná se o open source a freeware 
zárove. K dispozici je voln stažitelný na internetu (viz. [17]). Podporovanými defininími jazyky 
jsou všechny, které byly uvedeny v pedchozí kapitole 2.2. Jedná se o Relax NG, DTD a XML 
Schema. Pro Relaxu NG pracuje s obma formáty. XML stromem (pípona .rng) a kompaktním 
zápisem (pípona .rnc). Snahou tohoto nástroje je generovat definice, tak aby jim uživatelé snadno 
porozumli. 
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Jistá omezení pi konverzi mezi jednotlivými typy jsou. Trang nedovede napíklad pevádt 
XSD dokumenty na ostatní defininí jazyky. Podporované formáty se tedy dlí do dvou skupin. Tu 
první tvoí vstupní formáty. Mezi n patí: 
 
- XML dokument (.xml) 
- Relax NG   (.rng) 
- Relax NG  (.rnc) 
- DTD   (.dtd).  
 
Všechny tyto uvedené jazyky je možné konvertovat na výstupní formáty. Zde se adí: 
 
- Relax NG  (.rng) 
- Relax NG  (.rnc) 
- DTD   (.dtd) 
- XML Schema (.xsd). 
 
Dležitým faktorem je, že Trang je schopen pro XML dokumenty vytváet všechny tyi typy 
formálních definic, pokud se berou v úvahu ob definice Relax NG. 
2.3.1 Práce s Trangem 
Trang je ke stáhnutí ve spustitelném formátu jar. To je typický formát pro Javu. Pro práci s ním je 
teba mít Javu nainstalovanou. Ta by mla být ve verzi Standard Edition 1.4 a vyšší. Jestliže uživatel 
používá nižší verzi než je uvedená, mohl by se setkat s komplikacemi. Píkaz pro spuštní Trangu 
prezentuje píklad 2.6. 
 
Píklad 2.6 Píkaz pro spuštní Trangu z píkazové ádky 
 
java –jar trang.jar argumenty 
 
Trang se spouští píkazem java. Za nj a za parametr –jar se zadává adresáová cesta k jar souboru 
trang.jar. Dále následují argumenty. Zde se uvádí dva dokumenty, které bude Trang zpracovávat. 
První je výchozí dokument, který se bude transformovat. Druhým je název dokumentu, do kterého se 
bude transformace ukládat. Argumenty se mžou blíže specifikovat pomocí parametru –I a –O. 
Parametr –I definuje vstupní dokumenty. –O naopak výstupní. Dvodem použití bližší specifikace 
mže být vtší poet soubor na vstupu nebo jejich zpeházení. 
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2.4 Vizualizace XML 
Tato kapitola se zabývá problematikou vizualizace XML dokument. Jejím úelem je popsat nkteré 
zavedené metody vizualizace hierarchických struktur, jako je XML. Dále uvádí vytvoené nástroje, 
které s tmito formáty dokument již pracují. 
Hlavní otázkou v této kapitole je, jak data vizualizovat? Každý z tchto následn uvedených 
nástroj formuluje nebo také zobrazuje dokumenty trochu jiným zpsobem. XML asto mže být 
píliš strukturované až dosti komplikované. Tato vlastnost má ve vtšin pípad negativní vliv na 
pehlednost. Otázku je tedy možné doplnit. Jak vizualizovat XML dokumenty, tak aby zobrazená data 
byli pehledn a jednoduše uspoádána?  
Jednotlivé píklady budou prezentovány na XML dokumentu weather.xml [8]. 
2.4.1 Vizualizace stromovou strukturou (DOM) 
Tato metodika je pro XML dokumenty rozšíená i pehledná. Jedná se v podstat o nejjednodušší 
možné zobrazení. Využívají ji napíklad webové prohlížee. Struktura XML dokumentu je 
vizualizovaná pomocí stromu nebo podobného modelu. astou vlastností bývá, že jednotlivé uzly 
jsou schopny se rozbalovat nebo zpt zabalovat. Zobrazuje se tedy jen ta ást, která je poteba. 
Jednodušeji se dá pak v dokumentu zorientovat. Pro vizualizaci stromovou strukturou je definováno 
nkolik rzných typ model. Ty popisuje obrázek 2.2 a jsou tyi. První (a) je koenová stromová 
struktura. Ta je asi nejbžnjší. Další je stromová struktura ve tvaru hvzdice. Pedposlední a poslední 
metodikou je rozvržení stromovou mapou a kruhová topologie. 
 
 
Obr. 2.2 Techniky vizualizace hierarchických dat [18]: (a) koenový strom, (b) hvzdicová topologie, 
(c) rozvržení stromovou mapou,(d) kruhová topologie. 
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2.4.2 Zobrazení založené na UML 
Na obrázku 2.3 je znázornn pohled do aplikace VisualXML [6], která modeluje XML dokument 
weather.xml a poskytuje tak rychlý úvod do problematiky. 
 
 
Obr. 2.3 Zobrazení souboru weather.xml pomocí nástroje VisualXML [6] 
 
Aplikace VisualXML je založena na UML (Unified Modeling Language) [19]. UML je 
charakterizován jako grafický jazyk pro vizualizaci, modelování a navrhování informaních systém. 
Diagramy modelují elementy jako entity nebo tídy. Pístup VisualXML avšak do nich pidává data 
obsahující atributy a jednoduché sub-elementy s jejich hodnotami jednotnou cestou. Navíc tento 
zpsob vizualizuje kolekci atribut a sub-element jako seznamy. 
Je to jedna z dalších možností, jak zobrazovat obsahy XML dokument. Nástroj VisualXML je 
dobrý, jednoduchý a intuitivní na ovládání. Pracovní plocha této aplikace se skládá ze dvou ástí. 
První ást tvoí koenový strom zachovávající strukturu XML dokumentu. Ta slouží pedevším  pro 
rychlou orientaci v obsáhlejších XML dokumentech. Druhou ástí je pracovní plocha, na které jsou 
dokumenty modelovány. Tento nástroj umožuje dále mazat, pidávat a modifikovat elementy a 
atributy. 
2.4.3 Tabulkov-orientovaný pístup 
Myšlenka tohoto pístupu k zobrazování XML dokument, je použít klasické relaní tabulky. V praxi 
se dá tabulka oznait za strukturu záznam s pevn stanovenými položkami (sloupci - atributy) [9]. 
Tabulky jsou ale asto kritizovány kvli své špatné flexibilit pro zobrazování hierarchických a 
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objektových dat, pesto se od nich tento zpsob nechává inspirovat. Jsou schopny pehledn a 
efektivn zobrazovat kolekce dat. 
Klíovým aspektem aplikací, založených na tomto principu, je najít kolekce záznam v XML. 
Nalezení takových struktur je jednoduché, protože XML dokument je tvoen elementy. Úlohou 
takovéto aplikace je tedy najít takový element, který obsahuje kolekci sub-element (potomk). Tu 
pak zobrazit. 
Existuje aplikace, která zpracovává XML dokumenty práv tímto zpsobem. Její název je 
XMLAD [7]. Jak aplikace funguje a jak jsou data vizualizovaná, prezentuje obrázek 2.4. Jedná se 
opt o zobrazení souboru weather.xml. 
 
 
Obr. 2.4 Vizualizace XML dokumentu weather.xml tabulkov-orientovaným pístupem pomocí 
aplikace XMLAD 
 
Na obrázku 2.4 je vidt omezení tabulkov-orientovaného pístupu. Zobrazená kolekce musí být 
modelována relan. Relaní model je definovaný tak, že sdružuje data do tzv. relací (tabulek), které 
obsahují n-tice (ádky) [9]. XMLAD je nástroj, který zobrazuje XML data efektivn. Jedná se 
v podstat zatím o jedno z nejlepších možných ešení pro zobrazení XML dat. Na obrázku 2.4 tabulka 
„day“ obsahuje samotná data a dále metadata. Metadata lze pidávat do tabulky jako nové sloupce. 
Jsou to další potomci element <day>. Samotná data jsou tvoena atributy a jejich hodnotami. 
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3 Implementaní jazyk Java 
3.1 Struná historie 
Historie programovacího jazyku Java spadá až do roku 1991. Java byla již od svého poátku vyvíjena 
spoleností Sun Microsystems pod vedením Jamese Goslinga. Její využití se mlo pedevším uplatnit 
pro tzv. „vestavné systémy“, což jsou bžná zaízení, ovládány mikroipem. Java byla vyvíjena na 
principech programovacích jazyk C a C++. První jméno pro tento jazyk bylo Oak (v pekladu dub). 
Název vznikl podle dubu rostoucího ped Goslingovou kanceláí. Pozdji se zjistilo, že již 
programovací jazyk s tímto názvem existuje. Jméno bylo tedy zmnno na Java. Existuje teorie, že 
slovo bylo vybráno ze seznamu náhodných slov.  
 Prvního pedstavení se Java dokala v kvtnu roku 1995 na konferenci SunWorld. Jednalo se 
o verzi 1.0. Pi svém pedstavení odhalila spoustu svých kladných vlastností. Stala se tak velice brzy 
populární a byla zalenna do vtšiny webových prohlíže jako applety.  
Applety jsou softwarové komponenty, které bží v kontextu jiného programu, typicky práv 
webového prohlížee. Bývají vtšinou orientovány na plnní konkrétních funkcí a nepedpokládá se, 
že bude používán jako samostatná aplikace. Z bezpenostních dvod se applety spouštjí v 
„sandboxu“. To znamená, že mezi nimi a systémem vzniká bariéra, díky níž nemžou applety 
pistupovat k souborovému systému a provádt tak potenciáln nebezpené innosti [12]. 
S píchodem nové verze Java 2, byl jazyk rozdlen na jednotlivé typy podle platformy, na 
které pracoval. Byla to J2EE (Java 2 Enterprice Edition) pro vývoj a provoz webových aplikací a 
služeb, J2ME (Java 2 Micro Edition) pro mobilní zaízení a J2SE (Java 2 Standard Edition), jako 
standardní verze pro tvorbu konzolových a grafických aplikací. 
3.2 Charakteristika 
Java je jedním z nejrozšíenjších a nejpoužívanjších programovacích jazyk na svt. Je objektov 
orientovaná a svojí syntaxí se inspiruje od jazyk C a C++. Oproti nim však odpadla spousta 
konstrukcí, které nebyly vhodné. Ty byly z jazyka bu odstranny úpln nebo nahrazeny jinými, 
jednoduššími, principy. Velkou výhodou, která dlá k Javy tak mocný nástroj, je její penositelnost 
mezi rznými platformami operaních systém. Je tedy jedno, na jakém poítai je vytváená 
aplikace spouštna. Soubory s kódem mají píponu .java. Peložený program, bajtkód, se ukládá do 
soubor typu .class. Tento soubor je pak z disku zavádn do pamti poítae a souasn probíhá 
ovení bajtkódu, což je možné provést jednotn díky jeho nezávislosti na platform [13]. Program je 
po zpracování a zkontrolování spouštn virtuálním strojem (Java Virtual Machine). Jde tedy o 
interpretovaný jazyk. 
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Virtuální stroj v této souvislosti považuje za poítaový software, který izoluje aplikace od 
poítae. Protože verze virtuálního stroje jsou psány pro rzné poítaové platformy, jakákoliv 
aplikace psaná pro virtuální stroj mže být provozována na kterékoliv poítai [15]. 
3.3 Java a XML 
Programovací jazyk Java tvoí spolen s XML velmi dobrou symbiózu. Java je penositelný 
programovací jazyk a XML je penositelný formát pro popis dat [2]. Proto také Java nabízí spoustu 
možností pro práci s tímto formátem dokument. Pi zpracovávání XML není možné tento typ 
dokument považovat za textové soubory. Ke zpracování se tedy využívá speciálních nástroj, 
zvaných parsery. Ty jsou dostupné v rzných podobách ve vtšin implementaních jazycích. Mezi 
základní vlastnosti parser bychom mohli zaadit tení, modifikaci a vytváení XML soubor. tení 
je bezesporu nejpoužívanjší funkcí. Tyto nástroje by dále mli umožovat kontrolu správné 
strukturovanosti dokumentu. Parserm by ani nemla init problémy práce s komentái, CDATA 
sekcemi nebo entitami. 
Zpracovaný XML dokument mže být nabízen nkolika zpsoby, proto existují rzná rozhraní 
(API – Application Programming Interface). Ty se dlí na dv velké skupiny. První skupinou je 
událostmi ízené zpracování. Tu druhou tvoí stromová prezentace dokumentu. Postup tení 
dokumentu pes rozhraní znázoruje obrázek 3.1. 
 
 
Obr. 3.1 tení XML dokumentu aplikací, pes rozhraní nabízené parserem 
 
3.3.1 Událostmi ízené zpracování 
Tato metoda se rovnž oznauje jako proudové tení. Typickým pedstavitelem je rozhraní SAX 
(Simple API for XML). SAX pvodn vznikal pro jazyk Java. V dnešní dob se používá, jako novjší 
verze, v dalších programovacích jazycích. Jedná se o rozhraní SAX2. To podporuje na rozdíl od první 
verze i jmenné prostory a nkteré další užitené vlastnosti [10]. SAX2 se stal Souástí Javy od verze 
JDK 1.4 (Java Development Kid 1.4). 
Velkou výhodou událostmi ízeného zpracování je rychlost a nízké pamové nároky. XML 
dokument je zpracováván pouze v jednom sekvenním prchodu. Na uživateli je, aby si v tomto 
prchodu odchytil pro nj dležité informace a ty si pamatoval ve stavových promnných. 
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3.3.2 Stromová prezentace dokumentu 
Stromová prezentace je jednodušší technika zpracování XML dokument, oproti událostmi ízenému 
zpracování. Principem je natení celého XML dokumentu do pamti. Dokument je ukládán jako 
stromová struktura, kde je zpístupnn pomocí objekt. Ty jsou tvoeny elementy, atributy, komentái 
nebo textovými prvky. Nejznámjším zástupcem této kategorie je DOM (Document Object Model). 
Jeho první využití plnilo úlohu pro tvorbu interaktivních webových stránek. Pomocí JavaScriptu a 
zmiovaného DOMu bylo možné pistupovat k jednotlivým znakám HTML stránek. Pozdji toto 
rozhraní standardizovalo konsorcium W3 a objevila se verze DOM1. Ta obsahovala dv rozdílné 
verze rozhraní. Jedna pracovala práv s HTML a druhá s XML dokumenty. Druhé rozhraní zaalo být 
podporováno tzv. DOM XML Parsery. Po verzi DOM1 se ješt objevila verze DOM2. Ta oproti té 
první pracovala i se jmennými prostory. Pinesla však další vylepšení v podob snadnjšího prchodu 
stromem, a podobn. 
Výhodou tchto parser je libovolný a opakovaný prchod strukturou XML. To znamená, že je 
možné se vracet zpt, peskakovat libovolné ásti, nebo íst jen urité oblasti. Oproti událostmi 
ízenému zpracování lze do nateného dokumentu pidávat nové objekty, nebo modifikovat ty 
stávající. Další možností je, vytvoit od základu nový XML dokument.  
Nesmím opomenout úzkou spolupráci DOMu a jazyku XPath. XPath se využívá pro 
dotazování nad zpracovaným dokumentem. Dotazy mají podobu cesty v adresáové struktue a je jím 
vybrána jen patiná ást XML dokumentu. 
Nevýhodou stromové prezentace dokumentu je pamová náronost. Uložený XML dokument 
se mže v pamti svojí velikostí roztáhnout dvakrát až desetkrát. To je zapíinno objektovým 
modelem dokumentu. Další nevýhodou, která plyne z té první, je dlouhé naítání do pamti. Tuto 
nepíjemnou vlastnost zpsobují pedevším vtší XML dokumenty. 
3.4 JDOM 
JDOM (Java Document Object Model) byl vyvíjen za úelem zjednodušení obecn složitého rozhraní 
DOM. Plní pevážn tutéž úlohu, akorát s menším úsilím vynaloženým ze strany vývojáe. 
Neobsahuje svj vlastní parser. K tomuto úelu využívá libovolný existující parser. Implementaním 
jazykem se mu stala Java. 
Pokud chce vývojá pracovat s XML dokumentem pomocí JDOMu, musí nejprve dokument 
naíst do pamti klasickým DOMem. Teprve poté pedat ukazatel na tuto strukturu. JDOM, oproti 
DOMu, umožuje snazší manipulaci s celým XML dokumentem. Jde pedevším o prchod stromem, 
pidávání, editaci a mazání element a atribut a v neposledním pípad i práci s ostatními 
informacemi, jako jsou komentáe, jmenné prostory, atd. 
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I když se jedná o dobrý a používaný nástroj, není souástí ani Java Core API v JDK 1.6, ani 
JWSDP 2.0 (Java Web Services Developer Pack 2.0). 
3.5 Vývojové prostedí NetBeans 
NetBeans je Open Source projekt založen v roce 2000. Zakladatelem se stala firma Sun 
Microsystems. Poátky NetBeans spadají do roku 1997, kdy byl vyvíjen, jako projekt pod názvem 
Xelfi, studenty na Matematicko-fyzikální fakulty Univerzity Karlovy v Praze. Studenti i po 
dokonení studií na projektu pracovali a z Xelfi se stal komerní produkt. Jméno bylo pozdji 
zmnno na NetBeans, aby pesnji vystihovalo podstatu projektu. NetBeans byl nástroj sloužící pro 
vytváení aplikací v Jav. Sám byl i v tomto jazyce napsán. V roce 1999 se o tento projekt zaala 
zajímat firma Sun Microsystems a koncem tohoto roku ho koupila. V polovin roku 2000, konkrétn 
v ervnu, se z komerního produktu stal Open Source projekt. Sun Microsystems je do nynjška i 
jeho hlavním sponzorem. NetBeans je dnes vytváen stále se rozšiující komunitou vývojá. Má pes 
100 partner po celém svt. Nabízenými produkty tohoto vývoje je vývojové prostedí NetBeans 
(NetBeans IDE) a vývojová platforma NetBeans (The NetBeans Platform). 
NetBeans IDE (Integrated Development Environment) je vývojový nástroj využívající 
platformu NetBeans. Slouží pedevším k tvorb aplikací. V posledních letech krom podporované 
Javy, pracuje i s programovacími jazyky, jako je C, C++, Ruby a další. Tento nástroj je spustitelný na 
mnoha rzných operaních systémech. Podporovanými jsou Windows, Linux, Mac OS a Solaris. 
Poslední verzí, která se objevila ke stažení, je NetBeans IDE 6.0. Ta byla vydána v prosinci loského 
roku. Oproti starším verzím nabízí snazší instalaci, jednoduchou aktualizaci softwaru, lepší Swing 
GUI (Graphical User Interface), nástroj pro práci s XML Schema, UML modelování a spoustu další 
užitených vlastností. Za zmínku stojí ješt stojí rozšíení existující Javy EE. 
NetBeans pro vývoj aplikací v jazyce Java mají velice schopný a interaktivní editor kódu. 
Automatické doplování uritých úsek kódu je jen malou ástí pozitivní stránky tohoto nástroje. 
Editor zárove v prbhu psaní kódu kontroluje správnost syntaxe a chyby hlásí. V nkterých 
pípadech je snahou NetBeans navrhnout možné ešení problému a to po volb uživatele posléze 
automaticky doplnit. Z toho plyne, že vytváená aplikace je vtšinou kompilována pouze s malou 
pravdpodobností výskytu chyby. Další pozitivní vlastností je tvorba grafického vzhledu aplikace. 
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4 Koncepce aplikace 
Tato rozsáhlejší kapitola a kapitoly v ní obsažené, charakterizují požadavky na vytváenou aplikaci. 
Hlavním cílem vytváené aplikace, na který bude kladen nejvtší nárok, je jednoduché zpracování a 
pehledné zobrazení XML dokument. Druhým požadavkem je, aby aplikace mla schopnost vytvoit 
a následn zobrazit formální definici pro zobrazovaný XML dokument. Postup návrhu programu je 
možný rozdlit do nkolika základních podproblém. 
 
- Zpracování XML 
- Vizualizace 
- Manipulace s obsahem 
 
Tmito podproblémy se následn zabývají jednotlivé kapitoly. 
Zatím jsem se nezmínil, jakým zpsobem budou data vizualizovaná. Pístupem k 
jednoduchému zobrazení obsahu XML dokument by mli být tabulky. Tato metoda se nechává 
ásten inspirovat tabulkov orientovaným pístupem. Ty ovšem nebudou zobrazovány v relaním 
modelu. Aplikace by mla obsahovat jedinou tabulku, která zobrazí uživatelem vybranou ást XML. 
Tím je myšlen element nebo kolekce element, vtšinou potomk s píslušnými hodnotami a atributy.  
Jelikož tabulkami ve vtšin pípad nejde zobrazit celý XML dokument, je poteba se v nm 
njak orientovat. Pro zobrazení celé struktury dokumentu je v aplikace použita stromová prezentace. 
4.1 Zpracování XML 
Ped samotným zpracováním, je XML dokument teba naíst. Uživatel by ml mít možnost 
vyhledávat soubor v celé adresáové struktue poítae. Po dokonení výbru dokumentu je aplikaci 
pedává adresáová cesta i název souboru. Struktura obsažená v dokumentu je následn uložena do 
pamti pomocí nástroje DOM. 
Dokument je možné v aplikaci procházet pomocí nástroje JDOM a rekurze. Jedná se o 
jednoduchý postup, tudíž není problém zobrazit celou strukturu dokumentu pomocí libovolné 
stromové prezentace. Java pro tento úel má vlastní komponentu. Aplikace by dále mla umožnit se 
stromem pracovat. Nabízí se, jako nejjednodušší možné ešení, využít myš. Komponenta v Jav, pro 
prezentaci stromu, umožuje jistým zpsobem pouze strom rozbalovat nebo zabalovat. Obsluhu nad 
jednotlivými uzly stromu je možné vyešit pomocí kontextového menu. 
Na uživateli je, který element nebo kolekci element si nechá zobrazit. Bude se zejm jednat o 
složitjší proces. Jde o to, že stromová struktura prezentována komponentou je složena pouze 
z etzc. Jestliže si uživatel vybere libovolný uzel, musí být podle této šablony nalezen v XML 
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dokumentu. Strom je procházen paraleln s XML dokumentem, dokud se nenajde požadovaný uzel. 
Pi nalezení je možné uzel i jeho obsah zobrazit. 
Další dležitou vlastností aplikace, krom natení dokumentu a jeho procházení, je i ukládání 
modifikovaných dat. Pokud je dokument libovoln upraven, uživatel by ml mít možnost ho uložit. 
Editovaná nebo vytváená data dokumentu se bhem vizualizace ukládají do struktury v pamti. Tam 
zstávají po celou dobu práce uchovávána. Pro uložení dokumentu na disk je použit opt, jako pro 
natení, DOM parser. 
4.2 Vizualizace 
V této ásti bakaláské práce je popsána idea, jak vizualizovat obsah XML dokument ve vytváené 
aplikaci. Kapitola se konkrétn zabývá vizualizací hierarchie XML pomocí stromové struktury a 
obsahu XML pomocí tabulek. 
4.2.1 Stromová struktura 
Stromová struktura dokáže zobrazit celou hierarchii XML dokumentu i s patinými hodnotami a 
atributy. Ve vytváené aplikaci pjde pouze o holé zobrazení. Metoda bude modelovat elementy 
obsažené v dokumentu pouze tak, jak jsou umístné v hierarchii a jak jdou po sob. Neponesou tedy 
s sebou žádné další informace o atributech a hodnotách element a atribut. Úelem stromového 
zobrazení je pinést uživateli co nejjednodušší orientaci a pehled ve struktue dokumentu. Další 
dležitou vlastností, kterou stromová struktura poskytuje, je volba uzl, které mají být vizualizovány 
tabulkou. Ta je zadávána uživatelem. Pro zlepšení orientace v dokumentu nebude na škodu u každého 
elementu uvést i jeho poet potomk, pokud njaké obsahuje. Opt je tím snaha pinést njaké 
zjednodušení. 
Stromová struktura je první náznak vizualizace dokumentu. Pouze s tím omezením, že 
nezobrazujeme píslušná data dokumentu. Jak výsledný strom vypadá ilustruje následující obrázek 
4.1. 
 
 
Obr. 4.1 Píklad stromové struktury prezentované vytváenou aplikací 
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4.2.2 Tabulkový pístup 
Tabulky poskytují širokou škálu možností, jakým stylem data XML dokument zobrazit.  
Ve vytváené aplikaci jsou považovány za pracovní plochu. Na ní se odehrává veškerá práce 
s obsahem XML dokument. Jde pedevším o vizualizaci a editaci. Tabulky prezentují vždy jen 
uritý úsek dokumentu. Podle zobrazeného obsahu, mže být tato ást dokumentu v aplikaci 
rozdlena na dva módy. V obou pípadech se jedná vždy o jeden konkrétní element. První mód 
dovoluje zobrazit pouze samotný element. Druhý mód je použit pro vizualizaci kolekce potomk 
tohoto elementu. Princip zobrazení je v u obou pípad stejný. Tabulky umožují rozšíit zobrazení 
ješt o jednu úrove zanoení níž. Tím je myšleno zobrazení další potomk již zobrazeného elementu 
nebo element.  
Tabulky jsou tvoeny ádky a sloupci. Klíovým parametrem tabulek pro tuto práci jsou 
sloupce. V jednotlivých sloupcích se budou zobrazovat informace o každém elementu. Informace 
jsou skládány ze jména elementu, jeho hodnoty a atribut, které mu náleží. Strukturu a formát tabulky 
nastiuje obrázek 4.2. 
 
 
Obr. 4.2 Vizualizace struktury dokumentu z obrázku 4.1 pomocí tabulky (1. ást) 
 
Obsahu ádk je tvoen elementy, tak jak jdou v hierarchii XML dokumentu po sob. Každý ádek 
pedstavuje jeden element, kterému piazujeme jednotlivé hodnoty ve sloupcích.  
Dležitými sloupci z obrázku 4.2 jsou první dva. První sloupec, oznaen #ID, obsahuje 
poadové ísla element, tak jak jsou uloženy ve struktue dokumentu. Jména element jsou uvedena 
ve druhém sloupci. Ten je oznaen v tomto pípad Elementy. Pokud si uživatel vyžádá zobrazení 
pouze jediného uzlu, bude název sloupce Element. Dále následuje obsah uzl. Obsah je tvoen 
hodnotou elementu a atributy. Hlavika sloupce u atribut vždy uvádí jméno. Ve sloupci jsou pak 
píslušné hodnoty. 
Poslední sloupec není oznaen. Ten nese informaci o potu dalších pod-element již 
zobrazovaných element. Pípad, kdy element obsahuje další potomky, je uveden íslem, které udává 
jejich poet. V opaném pípad, kdy je element koncový a neobsahuje žádné další elementy, je mu 
piazen etzec „NO“. Tento sloupec rovnž slouží jako separátor nebo taky oddlova. Za ním 
tabulka za uritých okolností mže pokraovat dalšími daty. 
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Tuto ást tabulky mohou tvoit již zmiované sub-elementy. Tedy potomci, již zobrazovaného 
elementu nebo kolekce element. Ty se zobrazují pouze v omezeném množství. Je to pedevším 
z dvodu orientace v tabulce. Napíklad zobrazovaný element mže obsahovat až stovky pod-
element s atributy. Tabulka by se natáhla a ztratila by tak svoji eleganci, co se týe pehlednosti 
vizualizace dat. Druhou ást tabulky s pod-elementy znázoruje obrázek 4.3. 
 
 
Obr. 4.3 Vizualizace struktury dokumentu z obrázku 4.1 pomocí tabulky (2. ást) 
 
Obrázek je pokraování obrázku 4.2. Jsou zde tyi celé sloupce. Ti z nich tvoí pod-elementy. 
tvrtý atribut. Princip zobrazení je takový, že se vždy uvede název sub-elementu a za ním, v dalších 
sloupcích, jeho atributy. Obsah tchto sloupc se piazuje jednotlivým elementm pouhým kížením. 
Usnadnní by mla pinést možnost, jednotlivé sloupce skrývat a zase zpt zobrazovat. 
4.2.3 Záložky a orientace 
Jelikož pomocí tabulek nelze zobrazit více ásti dokumentu najednou, pokusím se tento problém 
kompenzovat záložkami. Pomocí každé záložky je možné zobrazit jednu tabulku. Pomocí více 
záložek je možné zobrazit celý dokument. Toto je hlavní dvod jejich využití. Tabulka se pi otevení 
automaticky zobrazuje v záložce. Uživateli by aplikace mla poskytnout i jednoduché zavírání 
záložek a pohyb mezi nimi. 
Vlastností aplikace by mlo být i zobrazení aktuální cesty elementu, jenž je aktuáln 
prezentován v tabulce. Jedná se v podstat o vypsání všech element, které jsou na cest mezi 
koenovým uzlem a zobrazeným elementem. Je to obdoba adresáové cesty, jenž se využívá 
k pístupu k jednotlivým soubor nebo složkám na disku. Tato vlastnost by mla opt ulehit 
orientaci v dokumentu. Cesta by se mla vypisovat na pohledem dostupném míst, avšak nemla by 
njak výrazn zasahovat do zobrazované ásti dokumentu. Nejvhodnjší místo by mlo být ve 
stavovém ádku ve spodní ásti okna. 
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4.3 Manipulace s XML 
4.3.1 Klávesové zkratky 
Klávesové zkratky jsou užiteným nástrojem pedevším pro usnadnní práce. Jde hlavn o to, že 
uživatel vbec nemusí sáhnout na myš. Což krátí as práce. 
Tabulka sama o sob již klávesnici využívá. Je toho dkazem pohyb pomocí šipek mezi 
jednotlivými bukami nebo stisknutím klávesy Enter se zane buka editovat. Nov pidané 
klávesové zkratky by mli umožnit pohyb v celé struktue dokumentu, pepínání záložek anebo 
zjednodušit editaci.  
 
Zanoení o jednu úrove níž: Ctrl + šipka dol. Tato klávesová zkratka umožuje posunout se ve 
struktue dokumentu o jednu úrove níž. To znamená, že pokud zvolený element na patiném 
ádku obsahuje další potomky a uživatel na nj aplikuje tyto klávesy, mla by se celá tabulka 
pekreslit. Novým obsahem by mli být již potomci zvoleného elementu. 
Návrat zpt o jednu úrove výš: Ctrl + šipka nahoru. Pomocí této klávesové zkratky se uživatel 
mže v hierarchii XML dokumentu vracet o jednu úrove výš. V tomto pípad nezáleží na 
pozici kurzoru. Pi aktivaci této kombinace kláves, na libovolném míst v tabulce, je obsah 
opt pekreslen. Následným obsahem se stávají všichni potomci uzlu nadazeného, pokud se 
nejedná o samotný koenový element. 
Posun o jednu záložku doleva: Ctrl + šipka vlevo. Zde klávesová zkratka umožuje jednoduché 
pepínání záložek. Pokud záložka, ve které se zobrazuje uritá ást XML dokumentu, není 
první, mže se uživatel pomocí této zkratky pepnout o jednu záložku smrem doleva. Pi 
pepínání je zachovávaná pozice kurzoru v tabulce. Když se tedy uživatel vrátí k obsahu, ze 
kterého se posunul na jiný, ml by se kurzor v tabulce nacházet na tom samém míst, jako když 
tabulku opustil. 
Posun o jednu záložku doprava: Ctrl + šipka vpravo. Jedná se v podstat o stejný pípad jako 
v pedchozí definici. Akorát pepínání záložek je v opaném smru, tedy doprava. Aby se 
uživatel mohl pepnout na další záložku, tak ta, na které se nachází, nesmí být poslední 
v poadí. Opt se zachovávají pozice kurzor na správných místech. 
 27 
Editace buky: Enter. Klávesa Enter již v tabulce své uplatnní má. Slouží pro editaci buky, na 
kterém se nachází kurzor. Ve vytváené aplikaci zstane vlastnost editace nad klávesou Enter 
zachována. Zmní se však zpsob editace. Buka bude modifikována pomocí kontextového 
menu. Situaci, jak editace buky vypadá, znázoruje následující obrázek 4.4. 
 
 
Obr. 4.4 Editace buky pomocí klávesy ENTER a textového pole 
 
Dvodem použití je fakt, že hodnoty v XML dokumentech mžou být dosti obsáhlé. K jejich 
zobrazení a editaci obyejná buka nemusí ani po roztažení stait. Pro tento úel se využije 
libovolná komponenta, která dokáže zobrazit delší etzce. Tou je napíklad textové pole. 
4.3.2 Modifikace 
Editací dokumentu se myslí modifikace a mazání již obsažených dat nebo pidávání nových dat. Tmi 
jsou ve vtšin pípad práv elementy a atributy. Pokud uživatel vytváí nový uzel nebo atribut, 
mlo by být jeho povinností zadat název nového objektu. U atributu i hodnotu. Tyto situace se eší 
pomocí dialogových oken se vstupními položkami. Tmi mžou být opt textové pole. Jedná se v 
podstat o klasické vyskakovaní okno. Jak takové okno vypadá, ilustruje obrázek 4.5. 
 
 
Obr. 4.5 Dialogové okno pro vytvoení nového elementu 
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5 Realizace aplikace 
Pedchozí kapitola definovala koncepci a požadavky na vytváenou aplikaci. Tato kapitola se zabývá 
realizací aplikace pomocí kódu v Jav.  
Realizace práce mže být usnadnna použitím vývojového prostedí NetBeans. Pi vytváení 
aplikace je dobré se zhruba držet následující schéma postupu.  
Nejprve je teba rozvrhnout jednotlivé komponenty v okn, se kterými bude uživatel pracovat a 
pomocí kterých bude XML dokument vizualizován. Druhým krokem je otevení dokumentu a jeho 
natení do pamti. Ve fázi, kdy je dokument natený, je možné jej zpracovat. Zpracováním je 
myšleno pedevším zobrazení dokumentu stromovou strukturou. Nejrozsáhlejší ástí implementace 
budou jist uživatelské funkce. Ty jsou ovládány a spouštny samotným uživatelem. Zde na poadí 
implementace funkcí nesejde. Výjimkou je ovšem zobrazení dokumentu tabulkou. Pro vtšinu funkcí 
je toto klíový krok, aby mohli být vbec aplikovány. Nejdíve tedy musí být implementována tato 
vlastnost. Posléze je možné pistoupit k realizaci ostatních funkcí, pracujících s dokumentem. 
Posledním, vtším, krokem je zobrazení XML Schema pro daný dokument. Tento postup je na 
vtšin pedchozí implementaci nezávislý. 
Nejdležitjšími a nejastjšími problémy pi implementaci aplikace se zabývají následující 
podkapitoly. Vždy je uveden samotný problém a za ním ešení nebo prostedky, které jsou pro tento 
úel využity. 
5.1 Rozvržení komponent 
Cílem je vytvoit a co nejvhodnji rozmístit uživatelské komponenty. Pro základní komponenty, které 
nejsou dynamicky generovány a jsou viditelné hned pi spuštní aplikace moc ádku kódu nenapíšu. 
Snad jenom pro nastavení uritých parametr. V tomto smru opt vychází vstíc vývojové prostedí 
NetBeans, ve kterém je aplikace implementována. Umožuje snadné rozmístní komponent v okn. 
Zárove s umístním každé komponenty NetBeans generují píslušný kód. Ten komponentu blíže 
specifikuje a udává její pozici v rozvržení. 
Hlavní okno musí obsahovat pt prvk, které jsou nezbytné pro vizualizaci. První je menu 
v horní lišt okna. Jedná se o klasické menu, tvoené komponentou JMenuBar. Jednotlivé položky 
menu jsou pak tvoeny pomocí objekt JMenu, JMenuItem a nebo JCheckBoxMenuItem. Menu by 
mlo obsahovat položky pro nastavení aplikace a spouštní píslušných funkcí, jako je napíklad 
otevení souboru, uložení souboru nebo vytvoení XML Schema. Pod menu by se ml nacházet panel 
nástroj pro takzvanou rychlou volbu funkce. K tomuto úelu se využívá prvek z knihoven Swingu 
zvaný JToolBox.  Ten by ml obsahovat pouze tlaítka pro nejpoužívanjší volby. Tmi jsou opt 
otevení a uložení souboru nebo tlaítka pro zobrazení element. Dostávám se k vytvoení dvou 
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nejdležitjších komponent, pomocí kterých jsou XML dokumenty vizualizovány. První z nich je 
umístna na levou stranu okna. Jedná se o JTree. To je komponenta, která umožuje zobrazit 
stromovou strukturu dokumentu. Druhou komponentou je JTabbedPane. Ta zabírá nejvtší ást 
plochy a používá se pro vytváení záložek. Posledním prvkem, který bude stále zobrazen, je stavový 
ádek ve spodní ásti okna. V nm budou generovány pedevším informaní texty a aktuální poloha 
ve stromové struktue dokumentu. Výsledné rozmístní komponent je prezentováno obrázkem 5.1. 
 
 
Obr. 5.1 Rozložení komponent pro vytváenou aplikaci. Zárove je vizualizován soubor weather.xml 
5.2 Natení dat 
Jelikož JDOM neobsahuje vlastní parser, využívá se k natení dat jiný nástroj, který je k dispozici a 
který tuto funkci obsahuje. Naskytuje se možnost použít klasický DOM z knihoven Javy. Název 
knihovny a jak ji pipojit demonstruje následující algoritmus 5.1. 
 
Algoritmus 5.1 Pipojení knihovny s DOM parserem v Jav 
 
 import javax.xml.parsers.*; 
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Ped pístupem k obsahu XML je nejdíve teba vytvoit v pamti dokument pomocí klasického 
DOMu. Jak takovýto postup v jazyce Java vypadá, demonstruje algoritmus 5.2 níže. 
 
Algoritmus 5.2 Uložení XML dokumentu do pamti poítae DOM parserem 
 
DocumentBuilderFactory doc_bf = DocumentBuilderFactory.newInstance(); 
doc_bf.setValidating(false); 
doc_bf.setIgnoringElementContentWhitespace(true); 
 
org.w3c.dom.DocumentBuilder dom_builder = doc_bf.newDocumentBuilder(); 
 
Document dom_document = dom_builder.parse(xml_file); 
 
V prvním ádku pedchozího kódu se nejprve vytváí nová tída DocumentBuilderFactory. Ta 
umožuje aplikaci získat odkaz na novou instanci rozhraní, které pevádí XML dokumenty na 
stromovou prezentaci [11]. V dalších dvou ádcích je provedeno nastavení parametr vytvoené tídy. 
DocumentBuilder definuje API, které umožuje aplikaci pevádt XML dokumenty na stromovou 
strukturu. Instanci této tídy je získána voláním metody newDocumentBuilder() již vytvoené 
tídy DocumentBuilderFactory. V posledním kroku je vygenerován už samotný dokument definovaný 
balíkem org.w3c.dom, vytvoením stromové struktury v pamti metodou parse(). 
V této fázi je možné k dokumentu pistupovat, ale pouze pes rozhraní DOM. Aby bylo možné 
pracovat s dokumentem v rozhraní JDOM, musí být dokument transformován. To jednoduše provádí 
následující kód v algoritmu 5.3. 
 
Algoritmus 5.3 Transformace DOM dokumentu na JDOM dokument 
 
jdom_document = new DOMBuilder().build(dom_document); 
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Algoritmus 5.4 prezentuje kód v Jav, pomocí kterého je XML dokument procházen. Tato 
funkce se provádí v aplikaci ped zobrazením hned nkolikrát, aby byli získány požadované data. 
Funkce se napíklad používá pro naplnní stromu nebo naplnní tabulky. 
 
Algoritmus 5.4 Funkce printSubChildren() pro zpracování potomk elementu v parametru 
 
function printSubChildren(Element element) { 
  java.util.Iterator iterator = element.getChildren().iterator(); 
 
  while (iterator.hasNext()) { 
    Element child = (Element) iterator.next(); 
    //Získání atribut 
    getChildAttributes(child); 
    //Další zanoení – získání potomk aktuálního elementu child 
    printSubChildren(child);  
  } 
} 
 
Pro prchod dokumentu je nejvhodnjším ešením rekurze. Interpretovaný algoritmus 5.4 pedstavuje 
funkci printSubChildren(). Pedává se jí jediný parametr a to element, pro který je poteba 
zpracovat jeho potomky (pod-elementy). V tle funkce je obsažen cyklus, který postupn tyto uzly 
projde. Pro každý takovýto pod-element se funkce znovu v rekurzi volá. Pedávaným parametrem 
funkce printSubChildren() je nyní aktuáln zpracovávaný pod-element. Pro nj se budou opt 
procházet jeho potomci. V cyklu algoritmu 5.4 je rovnž volána funkce getChildAttributes(). 
Jejím úelem je získat atributy u zpracovávaného potomku. 
5.3 Tabulka 
Pro vizualizaci obsahu XML dokument, je teba vytvoit tabulku, naplnit ji daty a pak zobrazit v 
záložce. Tabulku v Jav tvoí komponenta JTable. Naplnit ji daty není obtížné. Jedná se pouze o 
získání píslušné hodnoty z XML dokumentu a její vložení na uritý ádek a do píslušného sloupce. 
Hlavika tabulky se vytváí obdobn, akorát s tím rozdílem, že se adresuje jako jednorozmrné pole. 
Tento postup v aplikaci implementuje tída NewTabPlacement, kde se pro tento úel využívají 
funkce: 
- fillTableBody(); 
- fillTableHeader(); 
- fillTableEdit(); 
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O poslední funkci jsem se nezmínil. Ta uruje, které sloupce je možno editovat a které ne. 
Obtížnji se realizuje formátování tabulky. Pod tímto pojmem se skrývá nastavení vzhledu a 
dalších vlastností. Jelikož tabulka obsahuje rozdílná data, je dobré je njakým zpsobem od sebe 
odlišit. Formátováním jde nastavit typ, velikost, tlouška a barva písma. Dále barva pozadí, 
orámování nebo do buky vložit jinou komponentu i obrázek. Hlavika i tlo tabulky se rendruje 
stejným zpsobem, ale pro každou tuto ást je v aplikaci vytvoená zvláštní tída. Sloupce a buky se 
formátují podle jejich obsahu a pozice. Tato vlastnost umožuje nastavit i vzhled kurzoru, pomocí 
kterého se uživatel po tabulce pohybuje. 
Aby byli jednotlivé funkce nad tabulkou použitelné, je teba implementovat píslušné události. 
Tmi jsou myšleny klávesové zkratky, kontextové menu, editace a pohyb po tabulce. Zmíním se 
pouze o ešení editace pomocí kontextového menu a textového pole. Jedná se o aktivaci klávesové 
zkratky Enter nad tabulkou. V tomto pípad je do kontextového menu umístna komponenta 
JTextArea. Pokud buka má již libovolný obsah, musí být penesen i do textového pole. Je teba ješt 
nastavit kurzor na konec etzce. Menu je vždy zobrazováno pod bukou která je editována, pokud ho 
systém neusadí jinak vzhledem k hranici obrazovky. Dále musí mít textové pole implementovanou 
vlastnost, která dovede vysázet znak Enter, jelikož pomocí této klávesy se kontextové okno zavírá. Je 
teba zvolit jinou klávesu nebo jejich kombinaci. Nabízí se možnost použít zkratku Ctrl a ENTER. 
S ní pracují již i jiné aplikace, tudíž uživatelm nemusí být tak neznámá. 
5.4 Vytvoení XML Schema 
V kapitole 2.3 bylo eeno, jak Trang použít. Tato kapitola se zamuje na práci s ním ve vytváené 
aplikaci. Vytvoení XML Schema pro soubor weather.xml ilustruje následující píklad 5.1. Výsledné 
schéma se ukládá do souboru weather.xsd. Kód je specifikován pro platformu Microsoft Windows. 
 
Píklad 5.1 Píkaz pro vytvoení XSD dokumentu pro XML dokument pomocí nástroje Trang 
 
java –jar "cesta\trang.jar" "cesta\weather.xml" "cesta\weather.xsd" 
 
Takovýto etzec, z píkladu 5.1, musí být vytvoen v aplikaci, aby se transformace mohla aplikovat. 
Piemž za parametry cesta se dosazují plnohodnotné adresáové cesty. Následn se vytvoí nový 
proces, kterému je tento píkaz pedán a který jej bude zpracovávat. 	ešení prezentuje algoritmus 5.5. 
 
Algoritmus 5.5 Spuštní píkazu z píkladu 5.1 pomocí kódu v Jav 
 
Process process = Runtime.getRuntime().exec(command); 
process.waitFor(); 
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V kódu algoritmu 5.5 je vytvoen proces process, kterému je pedáván píkaz z píkladu 5.1 pro 
zpracování XML dokumentu, který je reprezentován promnnou command. Druhý ádek kódu 
zpsobí ekání na dokonení operace. 
Nyní je XSD soubor, definovaný posledním parametrem píkazu, vytvoený a uložený na 
disku. Ten je možné otevít nástrojem DOM. Ke zpracování nateného dokumentu je opt možné 
pistoupit pomocí JDOMu. Obsah dokumentu se následn zobrazuje do píslušného textového pole. 
5.5 Dialogová okna 
Pro zobrazení nebo získání nkterých informací využívá aplikace dialogová okna. Pokud jsou 
zachovány klasické vlastnosti okna, zobrazí se kolem nj systémový rámeek. V aplikaci jsem se 
rozhodl tyto rámeky zmnit. Jednalo se pedevším o vzhled. Abych vytvoil svj vlastní rámeek, 
bylo teba zrušit stávající. Ale po jeho odebrání jsem se setkal s problémy. Dialogové okna ztratily 
svoje bžné funkce, které umožovaly práv klasické rámeky. Jednalo se hlavn o pesouvání, 
zmnu velikosti, fokus a zavírání okna. Chybjící funkce musely být doimplementovány. Obsah 
dialogového okna je postaven na komponent JPanel. Ta umožuje vytvoit nový rámeek, který je 
tvoen nastavením okraj.  
Složitjšími implementovanými funkcemi jsou pohyb a zmna velikosti okna. Pohyb je 
umožnn u všech dialogových oken. Zmna pouze u tch, které to vyžadují. V tomto pípad se jedná 
pedevším o zobrazení XML Schema. Ztráta nebo zachycení fokusu je ešeno pouze zmnou barvy 
orámování. Jak výsledné dialogové okno s novým rámekem vypadá, je vidt na následujícím 
obrázku 5.2. 
 
 
Obr. 5.2 Rámeek dialogových oken: (a) Okno je aktivní a kurzor myši naznauje možnou zmnu 
velikosti, (b) okno je neaktivní. V pravém horním rohu se nachází tlaítko pro zavení okna 
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6 Závr 
Následující odstavce shrnují dosažené výsledky, vlastnosti aplikace, její funknost a možná rozšíení.  
Vytváená aplikace byla od samého poátku smována k co nejjednoduššímu a 
nejpehlednjšímu zobrazení XML dat. Existuje již docela poetná skupina aplikací, které tuto 
možnost podporují. Oproti nim jsem se snažil pinést nco nového do tohoto oboru. 
Výsledkem je aplikace, která zobrazuje XML data v tabulkách. Tím je splnn první 
požadovaný cíl zadání. Druhým cílem je dovednost vytváet pro XML dokumenty formální definice. 
Tento bod je do programu zanesen také.  
Tabulky jsou nejvhodnjší technikou zobrazení strukturovaných dat. Dkazem jsou teba 
databázové tabulky, které mžou erpat data práv z XML dokument. Bžnou technikou, která se 
asto používá, je stromové zobrazení. To pináší pehlednou vizualizaci struktury dokumentu. Nehodí 
se ovšem pro pímé zobrazení obsahu dokumentu. Tím jsou myšleny data. Tyto dva prvky jsem se 
v aplikaci pokusil skloubit, abych dosáhl co nejlepšího výsledku. Lze tedy íci, že stromová struktura 
lépe prezentuje hierarchii a tabulky naopak obsah XML dokumentu. 
Aby se jednalo o interaktivní vizualizaci, byla nad XML a XSD dokumentem implementována 
spousta užitených funkcí. Z této množiny je možné vyzdvihnout klávesové zkratky, modifikaci a 
ukládání zmnného nebo vytvoeného dokumentu. První zmiovaná vlastnost není zcela intuitivní a 
asto se stává, že uživatel nemá v používaných aplikacích o klávesových zkratkách potuchy. Vyjma 
zkratek, jako jsou napíklad Ctrl+C nebo Ctrl+V. Zde jsou považovány za píjemné zlepšení, které 
by mohlo ušetit as, tedy i peníze. Pomocí zkratek se uživatel mže ve struktue pohybovat daleko 
rychleji než pomocí bžných tlaítek nebo myši. To samé platí i pro zmínnou editaci. 
Další píjemnou funkcí je íslování jednotlivých element a kurzor v tabulce. Ob položky 
slouží pedevším pro orientaci. asto se mže stát, že XML dokument obsahuje spousty element 
stejného názvu. Pomocí íslování jdou rozlišit. Tato vlastnost se hodí napíklad i pi rozsáhlejších 
dokumentech, které obsahují stovky uzl a rzných názv. 
Aplikace dovede rovnž zobrazovat smíšený obsah element. Dalšími vlastnostmi, kterými se 
aplikace snaží uživateli pinést co nejlepší zjednodušení je možnost skrývání jednotlivých sloupc, 
podbarvování patiných bunk pi zobrazení sub-element nebo také poskytování informací o potu 
sub-element u píslušných element. 
Jedná se o použitelnou a funkní aplikaci, která by mohla být nasazena do praxe pro práci 
s XML dokumenty. Aplikace je urena pedevším pro pokroilejší a profesionální uživatele v oblasti 
XML, kteí chtjí s tmito dokumenty pracovat co nejrychleji a nejefektnji. Dalo by se uvažovat i o 
možném rozšíení a implementaci spousty dalších užitených funkcí popsaných níže. 
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6.1 Možná rozšíení 
Rozšíení, o které by mohla být vytvoená aplikace obohacena, je mnoho. Záleželo by na požadavcích 
uživatel, kteí s aplikací budou pracovat. Mže se jednat o libovolnou zmnu v pístupu k zobrazení 
XML dokumentu nebo také pro práci s ním.  
Nyní uvedu návrhy na rozšíení, které aplikace postrádá a které by mohli rozšíit možnosti 
vizualizace a zpracování XML dokument. 
Rozhodn by aplikaci mlo být umožnno vytváet nové XML dokumenty. Pi psaní této práce 
jsem hledal libovolný nástroj, pomocí kterého bych si mohl vytvoit vzorový XML dokument. Tato 
vlastnost mže být dosti užitená i používaná. Implementace by nemusela být ani nároná, jelikož 
spoustu funkcí, které slouží pro libovolnou modifikaci dokumentu, jsou již v programu integrovány 
Dalším vhodným rozšíením, pro nkteré uživatele, by se mohla stát možnost vytváet krom 
XML Schema také definici v jazyce DTD. Tento jazyk je v dnešní dob stále používaný a nkteí 
uživatelé mohou pracovat práv s ním. 
Funkci, kterou aplikace rovnž postrádá je vyhledávání v celé struktue dokumentu. Tato 
myšlenka by mohla být dosti užitená a leckdy by mohla usnadnit i práci s dokumentem. Vyhledávání 
by mohlo fungovat jak pro jména element a atribut, tak pro hodnoty tchto dvou prvk. Výsledky 
hledání by se zobrazovaly opt pomocí tabulky. Jednotlivé ádky by obsahovaly všechny elementy, u 
kterých byl hledaný etzec nalezen. 
Posledním zavedeným zlepšením by se mohlo stát nastavení aplikace. Jelikož každý uživatel 
má trošku rozdílný názor na vzhled a funkci aplikace, mlo by být možno nkteré vlastnosti zobrazení 
mnit nebo dokonce vypínat. Tím je napíklad myšlena barva, velikost a celkový formát písma, barva 
kurzoru v tabulce nebo také poet zobrazených sub-element pro elementy. Rovnž by nebylo špatné 
poslední zmiovanou možnost zakázat, stejn jako podbarvování uritých bunk tabulky. 
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7 Seznam píloh 
7.1 Píloha 1: CD 
Piložené CD k bakaláské práci obsahuje: 
- Zdrojové kódy 
- Kompletní text 
- Testovací data 
- Komprimovaný program (jar soubor) 
7.2 Píloha 2: Manuál programu HiXML 
Aplikace HiXML je urena pro vizualizaci XML dokument. Jejím úelem je jednoduše a pehledn 
prezentovat obsah tchto soubor a vytváet pro n formální definice v jazyce XSD nebo Relax NG. 
Aplikace je zamena na datov orientované XML dokumenty. Vetn strukturovaného obsahu 
umožuje zobrazit i smíšený obsah. Dokumenty jsou vizualizovány pomocí stromové struktury a 
tabulek. 
Návodem na použití aplikace HiXML se zabývají následující kapitoly. Ty popisují nejbžnjší 
funkce, které jsou systematicky za sebou azeny. 
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7.2.1 Popis spuštné aplikace 
Aby mohla být aplikace spuštna, je poteba mít nainstalované bhové prostedí Java. Aplikace se 
spouští pes soubor HiXML.jar. Otevenou aplikaci prezentuje obrázek 7.1. 
 
 
Obr. 7.1 Spuštná aplikace HiXML 
 
Strukturu aplikace popisují následující body 1 až 5 synchronizované z body v obrázku 7.1. 
1 - Menu aplikace. Obsahuje nejdležitjší funkce a je tvoeno dvma položkami, Soubor a Zobrazit. 
Soubor obsahuje tlaítka pro otevení nebo uložení XML dokumentu a pro ukonení aplikace. 
Položka Zobrazit je tvoena tlaítky pro zobrazení XML definic XML dokumentu a tlaítky pro 
nastavení nkterých vlastností aplikace. 
2 – Panel Nástroj. Je tvoen tlaítky pro takzvanou rychlou volbu. Jednotlivými tlaítky zleva jsou: 
- Otevení souboru  (pístupné vždy) 
- Uložení souboru  (pístupné pouze pro otevený a modifikovaný XML dokument) 
- Zobrazení XSD  (pístupné pouze pro otevený XML dokument) 
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- Zobrazení Relax NG (pístupné pouze pro otevený XML dokument) 
- Zobrazení elementu (pístupné pouze pro práci se stromovou prezentací) 
- Zobrazení kolekce element (pístupné pouze pro práci se stromovou prezentací) 
3 – Stromová prezentace. Ta modeluje strukturu XML dokumentu a umožuje její vizualizaci. Podle 
tohoto modelu si uživatel vybírá, které úseky XML dokumentu chce zobrazit. 
4 – Tabulky. Vizualizují jednotlivé ásti XML dokumentu a jsou prezentovány záložkami. Jedná se o 
pracovní plochu aplikace. Pomocí nich je možný pístup k textovému obsahu a atributm XML 
dokumentu. Dovolují rovnž vizualizovaný XML dokument editovat. 
5 – Stavový ádek. Zobrazuje pedevším informaci o cest k zobrazovanému elementu. Využívá se 
také pro poskytnutí informaních nebo varovných sdlení uživateli. 
7.2.2 Otevení XML dokumentu 
Otevít XML dokument pro vizualizaci lze dvma zpsoby. Pes klasické menu nebo panel nástroj 
v horní ásti okna aplikace. Obrázek 7.2 znázoruje tyto dva zpsoby. 
 
 
Obr. 7.2 Otevení XML dokumentu v aplikaci HiXML: (a) pes menu a (b) panel nástroj 
7.2.3 Stromová struktura 
Je automaticky vygenerována pro vizualizovaný XML dokument po jeho natení. Pomocí ní je možné 
vizualizovat obsah získaného XML dokumentu. ást stromové struktury z aplikace HiXML 
pedstavuje obrázek 7.3. 
 
 
Obr. 7.3 ást stromové struktury z aplikace HiXML, nad níž je otevené kontextové menu 
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Na uživateli je, aby si pomocí pravého tlaítka myši a kontextového menu z této struktury vybral 
uzel, který chce vizualizovat. Kontextové menu nad uzlem stromové struktury obsahuje tlaítka pro 
rozbalení, zabalení, zobrazení nebo smazání uzlu nebo pro zobrazení jeho potomk. 
7.2.4 Vizualizace tabulkou 
Obsah XML dokument je vizualizován tabulkou. Každá tabulka je prezentována záložnou. 	ádky v 
ní jsou tvoeny elementy a sloupce nesou informace o tchto elementech. Tmi jsou atributy nebo 
textové hodnoty. Vizualizaci obsahu XML dokument tabulkou demonstruje obrázek 7.4. 
 
 
Obr. 7.4 Vizualizace kolekce element uzlu <dayf> tabulkou  
7.2.5 Skrývání sloupc tabulky 
Jednotlivé sloupce tabulky je možné skrývat a to pomocí kontextového menu, které mže uživatel 
aktivovat stisknutím pravé myši nad hlavikou tabulky. Toto menu demonstruje obrázek 7.5. 
 
 
Obr. 7.5 Kontextové menu v aplikaci HiXML pro skrývání sloupc nad hlavikou tabulky 
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Jednotlivé položky menu jsou tvoeny tlaítky, které je možné zatrhávat nebo odznaovat. Pokud je 
tlaítko zatrhnuto, je sloupec zobrazen. V opaném pípad je sloupec skryt. 
7.2.6 Kontextové menu tabulky 
Kontextové menu tabulky je možné zobrazit pomocí pravého tlaítka myši. To musí být stisknuto  
nad tlem tabulky. Menu slouží pro editaci nebo pohyb ve struktue dokumentu a mezi záložkami. 
Pedstavuje ho obrázek 7.6. 
 
 
Obr. 7.6 Kontextové menu v aplikaci HiXML nad tlem tabulky 
 
Menu umožuje pidávání nového elementu nebo atributu do tabulky a smazání stávajícího. Dále je 
pomocí nj možné zobrazit vybraný element z kolekce element nebo naopak zobrazit ostatní 
elementy, pokud je zobrazován jen jeden uzel. Dalšími funkcemi jsou zobrazení nadazených 
element, zobrazení rodiovského elementu a zobrazení potomk vybraného elementu. Poslední ti 
tlaítka umožují práci se záložkami. Konkrétn pepínání mezi záložkami a zavírání záložky. 
7.2.7 Uložení modifikovaného XML dokumentu 
Postup je obdobný jako pro otevení XML dokumentu z kapitoly 7.2.2. Dokument lze uložit dvma 
zpsoby. Pes hlavní menu aplikace nebo ped panel nástroj. V menu jsou pro tento úel urena dv 
tlaítka pojmenovaná Uložit Soubor a Uložit Soubor Jako. První z nich se využívá pro uložení 
zmnného XML dokumentu do pvodního dokumentu. Druhé umožuje vytvoit zcela nový soubor 
a vybrat jeho umístní na disku poítae. Tlaítko na panelu nástroj plní tutéž úlohu, jako tlaítko 
Uložit soubor v menu.   
