We describe how modular software design and well proven object oriented design patterns can help to implement a flexible software package for the efficient solution of partial differential equations. Today not only efficiency in the numerical solution is of utmost importance for practical use, efficiency in problem setup and interpretation of numerical results is of importance if modeling and computing comes closer and closer together. In order to demonstrate the possibilities of the software, we apply the tool to several non-standard problems.
Introduction
Scientific computation has become a major tool in conducting research, playing comparable roles as do experiment and theory. This success of computational methods in scientific and engineering research is next to the enormous improvement of computer hardware to a large extend due to contributions from applied mathematicians, who have developed algorithms which make real life applications feasible. Examples are adaptive methods, high order discretization, fast linear and nonlinear solvers and multi-level methods. The application of these methods in a large class of problems demands for suitable and robust tools for a flexible and efficient [25] . In order to play a crucial role in scientific and engineering research, besides efficiency in the numerical solution, efficiency in problem setup and interpretation of simulation results is of utmost importance too. As modeling and computing comes closer together efficient computational methods need to be applied to new sets of equations. The problems to be addressed by simulation methods become more and more complicated, ranging over different scales, interacting on different dimensions and combining different physics. Such problems need to be implemented in a short period of time, solved on complicated domains and visualized with respect to the demand of the user. Only a modular abstract simulation environment will fulfill these requirements and allow to setup, solve and visualize real-world problems appropriately. We would like to show, how abstract data structures and modern software concepts can help to design user-friendly finite element software which provide large flexibility in problem definition while on the other hand solve these problems efficiently. Attempts to modularize finite element codes have recently intensified, see e.g. [2, 6] . The basic principles and advantages of modularization are commonly known and acknowledged. However a widely accepted modular design of finite element software is not yet developed. In this paper we motivate and describe the design of AMDiS and demonstrate its possibilities. AMDiS extends some of the mathematical concepts of the adaptive finite element C-library ALBERTA [25] and realizes them in a modular object oriented design. Besides a much more modern software design, which allows for a more flexible use of the software, the main additional feature is the extension of several concepts to systems of PDEs and coupling of problems over different dimensions, which is not possible in ALBERTA.
In Sect. 2 we show for a linear model problem of second order which part of the solution process is problem specific and what can be handled by general exchangeable library functions. Section 3 describes implementation aspects related to this separation. In Sect. 4 features of AMDiS are explained and in Sect. 5 several nonstandard applications are shown. Finally conclusions are drawn in Sect. 6.
Abstract FEM
We consider the following partial differential equation, which serves as a model problem and describes a general second order parabolic equation
with problem specific parameters A = A(u, ∇u, x, t), b = b(u, ∇u, x, t) and c = c(u, ∇u, x, t). The right hand side, Dirichlet and Neumann boundary values are given by f = f (x, t), g = g(u, ∇u, x, t) and h = h(u, ∇u, x, t). And the initial condition is given by u 0 = u 0 (x). For all these functions we assume appropriate regularity. By n we denote the unit normal on ∂ . With X = H 1 ( ) and Y = {v ∈ X : v = 0 on D } the weak form reads
for all φ ∈ Y. Now we split the time interval by discrete time instants 0 = t 0 < t 1 < · · · and define the time steps τ n = t n+1 − t n . We consider at time instant t n finite dimensional subspaces X n h,i ⊂ X with N n i = dim X n h,i and set Y n h,i = X n h,i ∩Y with M n i = dim Y n h,i . For simplicity lets apply an implicit Euler discretization in time. The discrete solution of (5) 
