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ABSTRAKT
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ABSTRACT
This deals wtih genetic algorithm issues and its utilization in network elements. The
author analyses basic and improved genetic algorithm methods. The different way of
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1 ÚVOD
V tejto práci bolo mojou úlohou prezentovať princípy a metódy evolučných algorit-
mov a taktiež zhodnotiť ich možnosti využitia v sieťových prvkoch. Ďalej vytvoriť
interaktívnú aplikáciu, ktorá bude využívať genetický algoritmus pre určenie opti-
málnej cesty a zobrazovať jednotlivé kroky pri jej hľadaní. Moja práca sa dá rozdeliť
na dve časti: Prvá, teoretická časť(kapitola 2 a 3) sa zaoberá základnou problemati-
kou evolučných algoritmov v ktorej popisujem základy genetických algoritmov, ktoré
sú potrebné pre zvládnutie problému a praktické využitie genetických algoritmov.
Druhá časť (kapitola 4), popisuje praktickú stránku práce a je venovaná prog-
ramu, kde popisujem jednotlivé časti ich obecnú funkciu a v neposlednej rade grafické
prostredie a ovládanie programu.
2 ZÁKLADY EVOLUČNÝCH ALGORITMOV
Genetické algoritmy využívajú myšlienku Darwinového princípu evolúcie. Dané prob-
lémy sa riešia pomocou súťaží medzi jedincami v danej populácií. Vyhráva silnejší
jedinec a tak odovzdáva svoje genetické údaje nasledujúcej generacií. Kvôli tomu
sa každému jedincovi pridelí ohodnotenie (anj. fitness). Jedinec s vyšším fitness má
potom väčšiu šancu, že sa bude podielať na reprodukcií ďalšej generácie alebo prežije
dlhšie. V prírode sa potom títo jedinci rozmanito reprodukujú a tým vzniká nová
generácia, ktorá nesie v sebe genetické údaje po svojich predkoch a zároveň rôzne
zmutované nové genetické informácie [2].
Cieľom pri využívaní genetických algoritmov je vytvoriť vždy generáciu s vyšším
fitness, ako mala predchádzajúca generácia. Po niekoľkých desiatkách až tisíckach
opakovaní tohto cyklu vzniká generácia, ktorá je dostatočným či dokonca presným
riešením daného problému. Naopak môže nastať situácia, že celá generácia počas
vývoja zdegraduje, keďže tento evolučny proces je do značnej miery založený na
náhodnosti. Preto sa vždy pri využívaní genetických algoritmov musí daná úloha
popísať pomocou rôznych štatistík.
V literatúre nájdeme rôzné definície algoritmu, ktoré sa líšia v spôsobe vytvára-
nia novej populácie. Obecnú schému, ale môžeme vyjadriť nasledovne:
1. Vynuluj hodnotu počítadla generácií t=0.
2. Náhodne vygeneruj počiatočnú populáciu P(0).
3. Vypočítaj ohodnotenie(fitness) každého individua v počiatočnej populácií P(0).
4. Vyber dvojice individuí z populácie P(t) a vytvor ich potomkov P´(t).
5. Ohodnoť novo vytvorené individuá v P(t).
6. Vytvor novú populáciu P(t+1) z pôvodnej populácie P(t) a množiny potomkov
P´(t).
7. Zväčši hodnotu počítadla generácií o jednotku (t:=t+1).
8. Vypočítaj fitness každého individua v populácií P(t). Pokiaľ t je rovno maxi-
málnemu počtu generácií alebo je splnená iná podmienka, vráť ako výsledok
populáciu P(t); inak pokračuj krokom 4.
Pre každého jedinca existuje chromozóm, ktorý charakterizuje jeho vlastnosti.
Tento chromozóm sa skladá ešte z jednotlivých génov. Tieto gény môžu byť defino-
vané, ako rôzné úrovne 1, 2, atď... podľa toho, ako jemne chceme dané informácie
meniť. Pre gény v chromozómoch je charakteristické, že gén na určitej pozíci vždy
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ovplyvňuje rovnakú vlastnosť u všetkých jedincov napr. farbu vlasov, pleti, očí. Tieto
rôzne stavy génov nazývame alely. Bližšie informácie môžeme nájsť v knihách[2][5].
Pri využívaní genetických algoritmov je teda prvou úlohou náhodne vygenerovať
počiatočnú populáciu. Už spôsob akým sú jednotlivé individuá popísané je veľmi
dôležité pre výsledok. Pre začiatok využijeme najstarší spôsob kódovania a to dvoj-
kovým kódovaním. Znamená to, že každý gén môže nadobúdať hodnotu buď 1 alebo
0. Príklad môžeme vidieť v tabuľke 2.1.






Nasledujúci krok, ako bolo už predtým naznačené, obsahuje ohodnotenie (fitness)
každého z jedincov. Tu je rovnako dôležité zvoliť systém ohodnotenia pre každý
problém idividuálne, aby sme dosiahli čo najpresnejšie riešenie po skončení celého
algoritmu. Teraz si zvolíme pre jednoduchosť fitness na základe toho, koľko jednotiek
obsahuje daný chromozóm. Z tab.2.2 vyplýva že najsilnejší jedinec má najväčšie číslo
fitness(v našom prípade individuum číslo 3).
Tab. 2.2: Ohodnotená počiatočná populácia





V ďalšom kroku genetického algoritmu ide o vybratie vhodných dvojíc z ohodno-
tenej populácie. A ako to už je v prírode zvykom, silnejší jedinec má väčšiu pravdepo-
dobnosť na prežitie alebo párenie, ale nikde neni napísané, že jedinci s menším fitness
sa k tomuto procesu nemôžu dostať. Preto je vhodné zvoliť určitý „spravodlivý“ spô-
sob výberu. A ten nám zaručuje práve ruletový mechanizmus selekcie. Predstavme
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si to, ako keby sme rozdelili ruletu na jednotlivé polia o rôznych veľkostiach a túto
veľkosť by nám práve určovala veľkosť čísla fitness. Teda jedinec s väčším číslom
fitness bude mať pridelenú väčšiu plochu takže bude mať väčšiu pravdepodobnosť,
že guľôčka zostane práve na ich poli. Avšak jedinci s menším fitness nebudú z tohoto
procesu úplne vylúčený.
Existuje veľa spôsobov, ako toto ruletové koleso vytvoriť. Najrozšírenejší je však
tzv. ruletový mechanizmus selekcie s pravdepodobnosťou výberu individua priamou
úmerou jeho ohodnotenia (fitness-proportionate selection).Príklad vidíme v tabuľke




, 𝑖 ∈ {1, ..., 𝑁} (2.1)
Tab. 2.3: Priemerné ohodnotenie populácie
Individuum č. Chromozóm Ohodnotenie % z celkového ohod.
1 (0,1,0,1,0,0,1,1) 4 25%
2 (1,0,0,0,0,1,0,0) 2 12,5%
3 (1,1,1,0,1,1,1,0) 6 37,5 %
4 (0,0,1,1,0,0,1,1) 4 25 %
Je zrejmé, že jedinci s vyšším ohodnotením majú väčšiu šancu, že budú vybraní
ako jedinci s menším ohodnotením, ale zároveň nie sú úplne vylúčení. Pri použití




𝑝𝑗 < 𝑟 ≤
𝑖∑︁
𝑗=1
𝑝𝑗, 𝑖 ∈ {1, ..., 𝑁} (2.2)
Nasledujúcim krokom je použiť ruletu na výber dvoch náhodných párov z našej
populácie. Povedzme, že boli náhodne vybraní jedinci ako vidíme v tabuľke 2.4
Ako to aj v prírode býva zvykom, tak aj v našom algoritme sa z každého páru
vytvorí nový jedinec, ale zpravidla existujú dva základné genetické operátori a to
kríženie a mutácia, ale v podstate ide o vzájomné kríženie chromozómov.
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2.1 Základné genetické operátory
2.1.1 Kríženie
Základné kríženie (jednobodové) funguje tak, že si náhodne zvolíme jeden gén v chro-
mozóme, ako gén kríženia. Od tohto bodu sa jednotlivé gény medzi chromozómami
v páre vzájomne vymenia. Tým vzniknú dvaja noví jedinci ako kombinácia oboch
rodičov. Pre príklad si náhodne zvolíme tretí gén, ako bod kríženia pre prvý pár.
A piaty gén pre druhý pár. Výsledok kríženia je zobrazení v tabuľke 2.5
Tab. 2.5: Kríženie párov
Chromozom Nový chromozom
1.pár (1,1,1,|0,1,1,1,0) → (1,1,1|,1,0,0,1,1)
(0,0,1,|1,0,0,1,1) → (0,0,1,|0,1,1,1,0)
2.pár (0,1,0,1,0,|0,1,1) → (0,1,0,1,0|,1,1,0)
(1,1,1,0,1,|1,1,0) → (1,1,1,0,1,|0,1,1)
Ako bod kríženia treba vždy zvoliť vhodný gén. Keby sme zvolili posledný tak
by k výmene informácie vôbec nedošlo a operácia by nemala žiadny zmysel.
Niekedy v určitých špeciálnych situáciach môže byť vhodné použiť v budúcej
generácií pôvodného jedinca (napríklad má veľmi vhodné vlastnosti). Táto operácia
sa však musí aplikovať s určitou pravdepodobnosťou.
2.1.2 Mutácia
Mutácia patrí k ďalším bežným genetickým operáciam. Ide o jednoduchý proces pri
ktorom sa náhodne vybraní gén mení. Pri binárnom kódovaní to znamená, že sa
hodnota 1 zmení na 0 a opačne. Tabuľka 2.6. Mutácia sa uplatňuje s veľmi malou
prevdepodobnosťou od 0,001 do 0,05. Mutácia bráni príliš rýchlému zjednotvárneniu
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1.pár (1,1,1,1,0,0,1,1) → (1,1,1,1,1,0,1,1)
(0,0,1,0,1,1,1,0) → (0,0,1,0,1,1,1,0)
2.pár (0,1,0,1,0,1,1,0) → (0,1,0,1,0,1,1,0)
(1,1,1,0,1,0,1,1) → (1,1,1,0,1,0,0,1)
Ďalším a posledným krokom algoritmu je vytvorenie novej populácie. V tomto
príklade použijeme najjednoduchší spôsob a to za predpokladu, že nová generácia
je zložená iba z novích jedincov a úplním vymretím starej generácie. To znamená,
že stará generácia už nebude mať žiadny vplyv. Novú populáciu ohodnotíme na zá-
klade toho, koľko jednotiek obsahuje chromozóm daného jedinca.
Z tabuľky 2.7 vyplýva, že najsilnejší jedinec má vyššie ohodnotenie, ako najsil-
nejší jedinec v starej generácií. Teraz sa celý cyklus bude opakovať dovtedy, pokiaľ
nebude splnená ukončovacia podmienka. Napríklad počet generácií pre ktorú chceme
uskutočniť vývin populácie alebo nájdenie dostatočne presného riešenia atď.
Tab. 2.7: Ohodnotená nová generácia






2.2 Zvyšovanie účinnosti genetického algoritmu
Princípy a postupy v predchádzajúcich kapitolách sa v modernej literatúre ozna-
čujú, ako „Jednoduchý“ genetický algoritmus. Postupom času sa prišlo na to, že
binárné kódovanie jednotlivých génov nemusí byť úplne vhodné, ako aj ruletový
mechanizmus selekcie s pravdepodobnosťou výberu idividua.
2.2.1 Kódovanie
V predchádzajúcich príkladoch sme vychádzali z toho, že každý gén môže nadobúdať
iba dve hodnoty 0 alebo 1. Z počiatku sa to môže zdať ako bezproblémový spôsob, ale
keď sa tým začneme zaoberať trochu viac, uvidíme nejaké nedostatky. Ukážeme si to
na príklade: Máme reprezentované dva susedné body 𝑥1 = -0,000048 a 𝑥2=0,000048
binárný reťazec je potom:
𝑣1 = (0, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1)
v2 = (1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0)
Tieto dva chromozómy sa líšia vo všetkých 21 bitoch a pritom sú to podobné
chromozómy.
𝑣1 = (0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0)
v2 = (1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0)
A máme dva chromozómy, ktoré sa líšia len v jednom jedinom bite a pritom
predstavujú dve dosť vzdialené body 𝑥3=-100 a 𝑎4=0,0000048. Keby sme na takto
zakódované chromozómy použili napríklad operáciu mutácia, tak náhodné zmenenie
jednej alely by mohlo predstavovať veľmi veľkú chybu. Preto je vhodné riešiť kódo-
vanie iným spôsobom.
Riešením tohoto problému je využitie Grayovho kódu.2.8 Ten využíva to, že
zakóduje dve susedné hodnoty binárnym reťazcom príslušnej dĺžky tak, že sa tieto
reťazce líšia v jednom bite.
Druhý spôsob kódovania, ktorý sa tiež používa dosť často sa nazýva permutačné
kódovanie, kde je každý jedinec reprezentovaný permutáciou čísel.
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Tab. 2.8: Porovnanie binárného a Grayovho kódu










Pre úspešné riešenie problému pomocou genetických algoritmov záleží na ohodno-
tení jednotolivých jedincov. Toto ohodnotenie musí byť úzko späté s konkrétnym
problémom. Len tak dosiahneme požadovaného výsledku. Nie vždy sa dá použiť jed-
noduché ohodnotenie jedinca. Môže nastať napr. situácia, že každý jedinec je lepší,
ako dvaja ostávajúci. V takomto prípade nemáme ako správne ohodnotiť tieto indi-
viduá, preto môžeme použiť Relatívne ohodnotenie. Môže byť vypočítané napríklad,
ako celkový počet výhier pri porovnaní so všetkými ostatními jedincami v populácií.
Ide, ale o dosť časovo náročný proces, preto sa volia alternatívne metódy.
Iným spôsobom myslíme napríklad, že sa náhodne vylosujú jedinci, ktorí sa
stretnú v súboji. Ten ktorí vyhrá postupuje ďalej a stretne sa s náhodne vybra-
ným víťazom predchádzajúceho kola. Na konci je jeden víťaz a ostatným jedincom
sa priradí ohodnotenie podľa toho, ako si viedli v boji. Takéto ohodnotenie, ale nesie
so sebou určité riziká.
Ďalšia ohodnocujúca funkcia je nazývaná Sieň slávy. Kde ohodnotené individuum
je postupne porovnávané s najlepšími jedincami z predchádzajúcej generácie, ktorí
postupne vstupujú do siene slávy.
2.2.3 Selekcia jedincov
Po správnom zakódovaní a ohodnotení jedincov nasleduje problém, ako vyriešiť vý-
ber jedincov. Pri výbere jedincov ide o to napodobniť prirodzený výber v prírode.
Takže silnejší jedinec má väčšiu šancu byť vybraný. Následne v ďalšej generácií
vzniknú lepší jedinci. Keby ale nastavíme selekčný mechanizmus príliš, „prísne“
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tak sa nám rýchlo stratí rozmanitosť jedincov. Pokiaľ je kritérium nastavené voľne,
postup evolúcie bude veľmi pomalý. Takéto problémy vznikajú, keď sa v danej ge-
nerácií nachádzajú nadpriemerne ohodnotené idividuá. V tom prípade použijeme
tzv. rank selection, alebo individuá sú vyberané podľa poradia a nie podľa ohod-
notenia. To znamená, že na začiatok si zoradíme všetkých jedincov od najvyššieho
ohodnotenia až po najnižšie. Tu sa nám ukazuje prípadná výhoda použiť aj záporné
ohodnotenia jedincov pričom pravdepodobnosť, že bude daný jedinec vybraný nám
určuje poradie na základe ohodnotenia.
Tab. 2.9: Porovnanie rozdielov v použitej selekcii
Individuum i1 i2 i3 i4
Ohodnotenie 12 4 2 1
Pravdepodobnosť 66,7% 25% 11,1% 5,5%
Poradie 4 3 2 1
Pravdepodobnosť 40% 30% 20% 10%
Na druhej strane nám vznikne iný problém a to taký, že sa nám v populácií
nevyskytuje žiadny výrazný jedinec a to môže spôsobyť problémy.
V takomto prípade môžeme použiť zmierňujúci spôsob určovania poradia, kde
namiesto množiny { 1,..., N} kde N je veľkosť populácie, je použitá množina {Min,
Min + Step,... Min+(N-1)*Step} kde Min > 0 a 0<Step<1. Populácia o veľkosti
1000 tak môže byť napríklad lineárne zobrazená na množinu {1,000, 1,001,...,1,999}.
Ak položíme Min = 1,000 a Step = 0,001 prevdepodobnosť, že i-tý jedinec bude
vybraný je potom daná vzťahom 2.3
𝑝𝑖 =
𝑀𝑖𝑛+ (𝑖− 1) * 𝑆𝑡𝑒𝑝∑︀𝑁
𝑗=1(𝑀𝑖𝑛+ (𝑗 − 1) * 𝑆𝑡𝑒𝑝
= 2 * (𝑀𝑖𝑛+ (𝑖− 1) * 𝑆𝑡𝑒𝑝
𝑁 * (2 *𝑀𝑖𝑛+ (𝑁 − 1) * 𝑆𝑡𝑒𝑝) (2.3)
Kde N je veľkosť populácie, i ∈ {1, ..., 𝑁},𝑀𝑖𝑛 > 0 𝑎 𝑆𝑡𝑒𝑝 > 0.
Posledná metóda výberu sa nazýva turnajová selekcia(Tournament selection).
Ide o to, že sa vyberie skupinka k(k=>2), kde víťaz získa najvyššie ohodnotenie.
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2.2.4 Genetické operátory
Ako je uvedené už v predchádzajúcej kapitole, ďalším krokom genetického algoritmu
sú genetické operátory a to kríženie a mutácia. Pri jednobodovom krížení sa zvolí
len jeden gén za gén kríženia. Existujú však postupy pri ktorých si môžeme zvoliť
k-bodové kríženie. Zvolíme si k génov kríženia a následne postupujeme tak ako pri
jednobodovom. Pre lepšie pochopenie uvádzam postup v tabuľke 2.10
Tab. 2.10: k-bodové kríženie
Pôvodný chromozom Nový chromozom
(1,1,1,|1,1,1,|1,1) → (1,1,1|,0,0,0,|1,1)
(0,0,0,|0,0,0,|0,0) → (0,0,0,|1,1,1,|0,0)
Špeciálny druh k-bodového kríženia je tzv. uniformné kríženie. Kde sa pri
vzniku prvého potomka s pravdepodobnosťou 0,5 rozhodne po ktorom z rodičov
zdedí príslušný gén. Nasledujúci potomok potom zdedí vždy gén od opačného rodiča.
Spôsob dedenia je uvedený v tabuľke 2.11.
Tab. 2.11: Uniformné kríženie
Pôvodný chromozom Nový chromozom
(1,1,1,1,1,1,1,1) → (1,1,1,0,1,0,1,0)
(0,0,0,0,0,0,0,0) → (0,0,0,1,0,1,0,1)
Rôzne druhy krížení môžeme uplatniť pri odlišných problémoch. K-bodové krí-
ženie lepšie zachováva vlastnosti rodičov naopak Uniformné pôsobí skôr dojmom, že
má rozkladový vplyv. V praxi sa ale určite stretneme s využitím oboch operátorov.
Niekedy v priebehu riešenia daného problému pomocou genetických algoritmov
môže nastať stav, že vyjadrenie v chromozómoch v binárnej sústave nebude stačiť.
Doteraz som pre jednoduchosť uvádzal príklady len v dvojkovej sústave, ale určite
nie je problém využitia aj pri využívaní reálnych čísel. Použitím reálnych čísel mô-
žeme vytvoriť ďaleko rozmanitejšie chromozómy. Pričom nám ale nepostačia staré
operátory kríženia, ktoré sme využívali doteraz. V prípade,že využívame reálne čísla
použijeme nasledujúce operátory:
1. aritmetický - nová alela je určená aritmetickým priemerom rodičovských alelý,
2. geometrický - nová alela je odmocninou súčtu rodičovských alelý,
3. rozširuúci - rozdiel medzi hodnotami rodičov sa pričíta k väčšiemu z nic a od-
číta od menšieho.
18
Tab. 2.12: k-bodové kríženie (k=2)
Pôvodný chromozom Nový chromozom
(0.06, 2.25, 1.25, |4.82, |0,05) → (0.06, 2.25, 1.25,0.08,0,05)
(0.03, 2.85, 3.99, |0.08, |3.25) → (0.03, 2.85, 3.99,4.82,3.25)
Ale aj takáto zdanlivo ľahká operácia sa nedá použiť vo všetkých prípadoch.
Keď sa vrátime k predchádzajúcim kapitolám, tak si možno spomenieme na per-
mutačný spôsob kódovania, kde chromozóm reprezentuje isté poradie objektu alebo
akciu, ktorú je nutné rešpektovať. V tomto prípade po použití kríženia už daných
chromozómov bude permutácia chýbať, alebo sa bude vyskytovať dvakrát 2.13. Aby
sme takémuto niečomu zabránili musíme následne po tom použiť určitú opravnú
procedúru. Medzi najpoužívanejšie spôsoby patrí takzvané kríženie s čiastočným
priradením(PMX partially matched crossover).
Tab. 2.13: Problém pri krížení permutačného kódu
Pôvodný chromozom Nový chromozom
(1, 2, 3,| 4, 5, 6, 7, |8 ,9) → (1, 2, 3,| 1, 8, 7, 6,| 8, 9)
(4, 5, 2,| 1, 8, 7, 6,| 9, 3) → (4, 5, 2,| 4, 5, 6, 7,| 9, 3)
Pre ilustráciu riešenia problému pomocou PMX použijeme chromozómy
z tabuľky 2.13. Takže dva použité chromozómy sú:
𝑃1 = (1, 2, 3, |4, 5, 6, 7, |8, 9) 𝑎
P2 = (4, 5, 2, |1, 8, 7, 6, |9, 3)
Následne musíme vytvoriť potomkov. Najskôr vymeníme podreťazec definovaný
bodmy kríženia a ostatné pozície necháme voľné.
𝑂1 = (𝑥, 𝑥, 𝑥, |1, 8, 7, 6, |𝑥, 𝑥),
O2 = (𝑥, 𝑥, 𝑥, |4, 5, 6, 7, |𝑥, 𝑥),
Dôležité je si zapamätať, ktoré objekty sa medzi sebou vymenili:
1 ↔ 4, 8↔ 5, 7↔ 6, 6↔ 7.
Nasleduje doplnenie chromozómov, ktoré nespôsobia konflikt v permutáciach.
𝑂1 = (𝑥, 2, 3, |1, 8, 7, 6, |𝑥, 9),
O2 = (𝑥, 𝑥, 2, |4, 5, 6, 7, |9, 3),
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V poslednom kroku využijeme objekty, ktoré sme si zapamätali v predchádzajú-
com kroku. Ktorý objekt sa nahrádzal novým. V 𝑂1 bola pôvodne na prvom mieste
jednotka, podľa prepisovacieho pravidla bude nahradená štvorkou. Rovnako sa na-
hradia aj ostatné čísla. Výsledný reťazec potom vyzerá takto:
𝑂1 = (4, 2, 3, |1, 8, 7, 6, |5, 9),
O2 = (1, 8, 2, |4, 5, 6, 7, |9, 3),
Pri použití permutačného kódovania môže spôsobyť problém aj operátor mutácie.
Aby tejto chybe predišli musia si zvoliť mutáciu pre dve pozície a tie navzájom medzi
sebou vymeniť.
Tab. 2.14: Riešenie problému permutačného kódu
Pôvodný chromozom Nový chromozom
(1, 2, 3, 4, 5, 6, 7, 8 ,9) → (1, 2, 3, 4, 8, 6, 7, 5, 9)
2.2.5 Vytvorenie novej generácie
V príkladoch v úvode tejto práce sme pri vytváraní novej populácie vždy počítali
s tým, že stará populácia úplne vymrie, takže v novej generácií sa neobjavia žiadní
jedinci zo starej generácie. Tento fakt môže byť niekedy na škodu, lebo jedinec do-
káže ovplyvňovať len jeden generačný cyklus. V tomto prípada môže navždy prísť
o skutočne silných jedincov či dokonca skupiny jedincov.
Tomuto ale jednoducho zabránime, keď zabezpečíme určitým jedincom postup
do ďalšej generácie. Jediným zo spôsobov je tzv. elitizmus. Vždy z každej skupiny
sa vyberú najlepšie idndividuá a táto „elita“ automaticky postupuje do ďalšej ge-
nerácie.
Druhý spôsob je charakteristický pomalším postupom evolúcie a to preto, že
väčšina jedincov zo staršej generácie automaticky a bez zmeny postupuje do nasle-
dujúcej generácie a zmena sa urobí len pri tých najslabších jedincoch. Pri vytváraní
novej generácie musíme vždy uvažovať, aké veľké množstvo genetickej informácie
chceme zachovať do budúcej generácie. Ak chcem zachovať čo najväčšie musíme
podmienky výberu ešte sprísniť. V iných prípadoch je užitočné zachovať čo naj-
rozmanitejšie zloženie. Vtedy vzniká problém, ak sa v generácií nachádza jedinec
s rovnakým alebo podobným chromozómom, ako má jedinec ktorý sa už v danej
generácií nachádza. Vtedy bez ohľadu na ohodnotenie jedinca odstránime a tak sa
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nedostane do nasledujúcej generácie. Ostane len pôvodný jedinec.
Je viacej spôsobov pre zachovanie rozmanitosti generácie. Niekedy sa používa
spôsob penalizácie, kde ohodnotenie každého jedinca klesá na počte podobných je-
dincov, ale aj na miere ich vzájomnej podobnosti.
Doposial všetky operácie prebiehali len pre „dospelých jedincov“ to znamená,
že potomkovia sa mohli zúčastniť až v nasledujúcej generácií. Preto potencionálni
rodičia v danej generácií boli nemenní. Tým pádom sa jedná o statickú generáciu.
Existuje však alternatíva, kde potomkovia nemusia čakať až do ďalšej generácie, ale
môžu sa krížiť už v tej generácií, kde sa „narodili“.
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3 VYUŽITIE GENETICKÝCH ALGORITMOV
Praktické využitie majú genetické algoritmy v každom odvetví. Ale obecne sú prob-
lémy popísane akýmsi vzrovým riešením problémov.[5] Pri študovaní môjho prob-
lému som narazil na mnoho iných problémov, ktoré ale s mojím zadaním nemali
moc spoločného, ale našťastie aj také, ktoré sa k nemu aspoň približovali. Rád by





• Problem N Dam
• Problém obchodného cestujúceho
V tejto práci sú využité poznatky a postupy z problému obchodného cestujúceho,
lebo z môjho pohľadu je najblžší k riešeniu daného problému. Problém obchodného
cestujúceho je podrobnejšie popísaný v nasledujúcej kapitole.
3.1 Problém obchodného cestujúceho
3.1.1 Tradičná metóda riešenia
V probléme obchodného cestujúceho [5] si predstavme určitú mapu miest(bodov)
vzdialených od seba v rôzne veľkých vzialenostiach v kilometroch, ktoré musí
„obchodný cestujúci“ navštíviť iba jedenkrát a vrátiť sa späť do východzieho mesta.
A to tak, aby prešiel čo najmenej kilometrov. Cieľom je teda nájsť takú okružnú
cestu, ktorej vzialenosť bude čo najmenej možná. Klasických metód riešenia je
mnoho, ale asi najjednoduchšou je tá, že hľadáme vždy najbližší bod k danému
bodu (aktuálnemu bodu).
Čo však prináša značnú nevýhodu v tom, že cesta sa bude zo začiatku zdať naj-
lepšia, ale v skutočnosti nasledujúci bod po najbližšom bode nemusí byť už taký
výhodný, aký by bol napríklad keby sme sa rozhodli pre inú cestu. Tento algorit-
mus sa nazýva hladný. Jeho princíp a nevýhodu je lepšie vidieť na obr.3.1. Zatiaľ
čo hladný algoritmus si bude hľadať cestu na základe lacnej cesty svojích susedov
v aktuálnom bode, takže cesta bude viesť nasledovne A B C D A. Táto cesta nie je
vhodná cesta. S menšou cenou je cesta A C B D A.
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Obr. 3.1: Mapa bodov a ceny ciest, kde je zreteľne vidieť že hladným algoritmom
vybratá cesta nie je zrovna ideálna.
3.1.2 Riešenie pomocou genetického algoritmu
Oproti tradičním metódam riešenia je pri použití genetických algoritmov tento prob-
lém pomerne jednoduchý. Najväčší problém vzniká pri vhodnom zakódovaní jedinca.
Pôvodne sa experimentovalo s binárnou reprezentáciou, ale s čisto praktického hľa-
diska sa používajú iné spôsoby a to kódovanie chromozómu s pomocou čísel v rozsahu
napr. 0 až 9. Jedným zo spôsobov a zároveň najjednoduchším je spôsob kódovania
individuií prirodzenou reprezentáciu cesty (path representation), kedy je chromozóm
zostavený napríklad z čísiel od 0 po 9, kde každé číslo reprezentuje bod (mesto), ka-
diaľ vedie daná cesta takže napr. chromozóm (6, 7, 4, 2, 5, 3) reprezentuje cestu 6 -
7 - 4 - 2 - 5 - 3 - 6.
Tímto postupom sa vytvorí celá populácia jedincov, ktorá predstavuje náhodné
riešenia okružnej cesty topológiou. Takto vytvorení jedinci sa potom ohodnotia podľa
váhy(vzdialenosti), ktorú ten daný jedinec absolvovoval. Takže v popoulácií máme
jedincov veľmi slabích čo je spôsobené veľkou váhou (vziadelnosťou), ktorú cesta
predstavuje. Potom veľmi silných jedincov ktorých váha (vzdialenosť) je krátka.
Postupným krížením a mutáciami vznikajú noví jedninci, ktorí majú ideálne lepšie
ohodnotenie, ako predchádzajúci jedinci s veľmi malým ohodnotením. Je možne, že
už v prvej generácií narazíme na jedinca s najkratšou cestou v celej topológií.
3.2 Využitie genetického algoritmu v praxi
Moja práca je v praktickej časti venovaná vytvoreniu interaktívnej výukovej apliká-
cií. Rozhodol som sa na základe získaných znalostí postupovat a vytvárať jednotlivé
časti nasledovne: Pri vytváraní jedinca a teda aj jeho génu využiť poznatky z prob-
lému obchodného cestujúceho a vytvárať chromozóm kombináciou čísiel od 0 do 7.
Každé čislo tak predstavuje jeden uzol v danej topológií.
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K ďalším podmienkam pri vytváraní chromozómu sa dostaneme v ďalších ka-
pitolách. Ďalej sa následne vytvorí celá populácia, kde sa budú jedinci krížiť po-
mocou ruletového mechanizmu. Tak získáme spravodlivé a vhodne optimalizované
vytvorenie párov. Na tieto páry sa v nasledujúcom kroku uplatní vzájomné kríže-
nie a mutácia. Po splnení koncových podmienok bude program ukončený a zobrazí
sa výsledok. Pri štúdií genetických algoritmov som získal mnoho nových vedomostí
a vďaka ním aj využitie týchto algoritmov v riešení iných problémov a to napríklad
riešenie ideálneho rozmiestnenia vysielačov (napr. wifi), pre čo najvyššie pokrytie
územia a mnoho ďalších.
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4 PRAKTICKÁ ČASŤ
Súčasťou praktickej časti je vytvoriť applet, ktorý bude názorne zobrazovať jedn-
lotlivé kroky pri nájdení ideálnej cesty s použitím genetických algorimov, ktorý je
písaný v jazyku JavaFX [3]. Dôvod výberu platformy je uvedený v kapitole 4.2.
Výsledný spustiteľný program je umiestnený na priloženom DVD, a ako príloha
elektronickej formy bakalárskej práce v informačnom systéme VUT.
4.1 Jadro programu
4.1.1 Jedinec
Gén jedinca v práci popisuje cestu cez jednotlivé uzly v topológií. Táto cesta sa
generuje náhodne, pričom platia určité pravidlá (musí vždy začínať v bode 0 a končiť
v bode 7) Obr. 4.1.
Obr. 4.1: Topologia siete
Zloženie génu jedinca je možné vidieť na obr. 4.2. Každá alela génu ukladá uzol
cez ktorý vedie cesta topológiou.
Obr. 4.2: Gén jedinca
Dôvodom je, že sa ideálna cesta hľadá od jednej koncovej stanice (PC1) k druhej
(PC2). Ostatné polia génu 4.2 sa generujú náhodne, ale vznikajú tu ďalšie pod-
mienky aby sa náhodne nevytvoril gén, ktorý sa vracia v topológií. Zoberme si, že
sa nachádzame v bode 1, ktorý sa náhodne vygeneroval. Nasledujúci krok môže byť
iba náhodne vybraný bod 3 alebo 4. Povedzme, že bol vybraný náhodne bod 4. Na-
sledujúce možnosti sú body 5 a 6 keďže vznikli podmienky, aby sa gén v topológií
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nevrátil. Takto pokračuje priebeh výtvárania celého génu jedinca. Lepšie pochopenie
vytvárania génu umožňuje Obr.4.3.
Obr. 4.3: Stromová štruktúra výberu cesty
4.1.2 Populácia
Evolučné algoritmy napodobňujú javy vyskytujúce sa v prírode a ich vzájomné kom-
binácie jedincov. Takýchto individuii existuje veľké množstvo. Nasledujúcim krokom
je vytvorenie populácie, ako zoskupenie náhodne vytvorených jedincov. 4.4. Jej veľ-
kosť značne ovplivňuje parametre, ako rýchlosť objavenia ideálnej cesty, ale taktiež
rýchlosť spracovania dát. Doporučená veľkosť populácie pre topológiu Obr. 4.1 je
30. Dôvod obmedzenia velkosti populácie je celková možná kombinácia ciest. Väč-
šia populácia by viedla k zbytočne veľkému počtu rovnakých jedincov, ktorí by sa
v procese selekcie vyradili.
4.1.3 Ohodnotenie fitness
Funkcia fitness je už v predchádzajúcich kapitolách popisovaná mnohokrát, ale jej
správne zhotovenie je veľmi dôležité. Funkcia musí správne rozlíšiť najzdatnejších
jedincov od najhorších, ale zároveň dostatočne rýchlo. V práci sa funkcia fitness po-
číta na základe užívateľom nastavených váh ciest, ktoré nastaví pomocou textBoxov,
ako je vidieť na obrázku 4.1 To znamená, že pri ceste z jedného uzlu do druhého,
užívateľ nastaví určitú váhu cesty. Potom cesta s najlepším fitness je tá, ktorá má
najmenšiu váhu po ščítaní všetkých váh ciest ktorými daná cesta vedie.
4.1.4 Selekcia jedincov
Selekcia jedincov v tejto práci je riešená pomocou ruletovej metódy. Použitá je z dô-
vodu jednoduchosti a efektívnosti. Zoberme si, že sme vytvorili populáciu o štyroch
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Obr. 4.4: Populácia zložená z jedincov
jedincoch, ktorí sú zobrazení v Tab.4.1. Najsilnešiemu jedincovi je potom pridelená
najväčšia výseč z grafu, ale zároveň jedinec z najmenším ohodnotením sa tiež môže
zúčastniť na krížení. Grafické zobrazenie rozloženia jedincov pri ruletovom výbere
môžeme vidieť na Obr.4.5
Tab. 4.1: Priemerné ohodnotenie populácie
Individuum č. Chromozóm Ohodnotenie % z celkového ohod.
1 (0,1,3,5,7) 43 29,6%
2 (0,2,3,5,7) 37 25,5%
3 (0,1,4,6,7) 36 24,8%
4 (0,1,4,5,7) 29 20%
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Obr. 4.5: Grafické zobrazenie priemerného ohodnotenia populácie(ruleta)
4.1.5 Kríženie a mutácia
Kríženie slúži na vytvorenie jedinca pre nasledujúcu populáciu. Pre progrogram je
najvhodnešie zvoliť bod kríženia tretiu alelu. Z dôvodu vytvorenia čo najrozmanitej-
ších jedincov. Takže nové dva gény vzniknuté po krížení si vymenia všetky informácie
po tretej alele. Postup jasnejšie zobrazuje tab. 4.2
Tab. 4.2: Názorná ukážka priebehu kríženia
Chromozom Nový chromozom
1.pár (0,1,4,|5,7) → (0,1,4|,5,7)
(0,1,3| 6,7) → (0,1,3,|6,7)
2.pár (0,2,3,|6,7) → (0,2,3|,6,7)
(0,1,3,|5,7) → (0,1,3,|5,7)
Operátor mutácie mení (mutuje) alelu génu s určitou pravdepodobnosťou. Túto
pravdepodobnosť si užívateľ volí sám pred samotným spustením algortimu. Opti-
málna pravdepodobnosť sa má podľa literatúry [2] voliť okolo hodnoty 0,02.
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4.1.6 Nová populácia
Nová populácia vzniká zo všetkých nových jedincov, ktorí vznikli v predchádzajúcej
generácií s tým, že všetkých pôvodných jedincov z predchádzajúcej generácie úplne
nahradíme novými jedincami. Ukončovacia podmienka je splnená, keď prebehne ur-
čený počet generacií, ktoré zadal užívateľ.
4.2 Implementácia do jazyku JavaFX
Program je písaní v jazyku JavaFX, ktorý je postavený na platforme Java. Ide o ob-
jektovo orientovaný programovací jazyk. Táto platforma slúži hlavne k vývoju RIA
aplikácií(Rich Internet Applications). Ide teda o programovací jazyk pre vývoj in-
teraktívnych webových stránok. Naviac platforma umožňuje stiahnutie a spustenie,
ako bežný desktopový program. Výhodou platformy JavaFX je to, že kladie dôraz
na to, aby sa jej používateľ nemusel zaoberať kódovaním, ale skôr sa sústrediť na
kreatívnu časť. Vývoj aplikácie je pomerne rýchly a jednoduchý. Podporuje použí-
vanie multimedií, či už videa, hudby alebo animácie. Výhodou (napr. voči AJAXu)
je ochrana zdrojového kódu pred prezeraním zo siete internet.
Čo potrebujeme pre spustenie Javy
Pre beh programov napísaných v jave je potreba naistalovať JRE (java runtime
enviroment), ktoré obsahuje JVM (java virtual machine) a niekoľko ďalších utilít.
Pre tvorbu programov potrebujeme SDK (software development kit), ktorý obsa-
huje naviac kompilátor, debbugger a dokumentáciu. Všetky tieto súčasti si môžeme
zdarma stiahnúť. Ďalej pre vývoj potrebujeme editor. Najpoužívanejšie sú NetBe-
ans a Eclipse a pre grafické rozhranie sa používa program Scene Builder v ktorom
si navrhneme grafickú podobu nášho programu.
Program popísaní v tejto práci obsahuje tri základné časti(súbory)4.6. Main.java,
ktorý zabezpečuje spustenie celého programu a načítanie grafického rozhrania Main-
Gui.fxml. Tretí súbor controller.java obsahuje všetky dôležité triedy a metódy pre
beh celého programu. Ďalej obsahuje deklarované premenné a tiež slúži, ako spojenie
medzi programovou častou a grafickým užívatelským rozhraním.
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Obr. 4.6: Bloková schéma programu
4.2.1 Trieda populacia
Trieda populácia zabezpečuje beh celého programu. Je obsiahnutá v súbore control-
ler.java. Obsahuje dôležité premenné a vytvorené pole jedincov a ich fittnes.
Metóda novyGen
Táto metóda sa stará o vytvorenie náhodného jedinca, ktorý sa vytvorí ako jedno-
rozmerné pole. Ďalej do premennej fitness počíta užívateľom zadané váhy ciest a na
základe nich vypočíta fitness pre daného jedinca.
Na začiatku sa vygeneruje náhodné číslo ktoré je vhodné podľa diagramu 4.7.
Na základe naprogramovaných podmienok sa vždy príslušné náhodné číslo uloží do
pola Gen. A následne sa generuje ďalšie vhodné číslo. Takto algoritmus postupuje
dovtedy, pokiaľ neni vytvorený celý gén pre daného jedinca. Pri každom kroku táto
metóda zabezpečuje výpočet fittnes pre jedinca. Ten s najväčším fitness je najsilnejší
jedinec. Čo by neplatilo keby hodnota fitness vznikala obyčajným súčtom váh ciest.
Preto program najskôr urobí súčet všetkých váh ciest v celej topológií. Od tohto
súčtu sa odpočíta váha celkovej cesty pre daného jedinca a pomocou tejto operácie
vznikne hodnota fitness.
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Obr. 4.7: Vývojový diagram
Metóda pocGeneracia
Metóda pocGeneracia má za úlohu vytvoriť počiatočnú populáciu o určitej veľkosti
tým, že volá metódu novyGen. Výsledná populácia je uložená v poli svet. Následne
na to vytvorenú a ohodnotenú generáciu podrobí selekcí. Takže pre každého vytvore-
ného jedinca vypočíta percentuálne ohodnotenie pomocou ruletovej selekcie. Selekcia
prebieha nasledovne : generované náhodné číslo predstavuje ruletovú guličku, ktorá
vyberie určitú výseč z ruletového kolesa, ktoré predsavuje jedincov rozdelených na
výseče podľa percentuálného ohodnotenia. Náhodne vytvorený pár sa potom tvorí
tak, že dvom po sebe nasledujúcich náhodne vybratých jedincom priradí zhodné
párové číslo. Do premennej pár (v programe označovanej ako par) sa uloží zhodné
číslo.
Metóda krizenie
Metóda prechádza celé pole jedincov a na základe premennej pár, ktorá určuje je-
dincov zvolených pre kríženie na základe predtým prevedenej selekcie, vymieňa jed-
notlivé alely génov jedinca tak, ako to popisujú predchádzajúce kapitoly a mutuje
zvolenú alelu génu. Po dokončení sú vytvorení jedinci novej populácie, ktorý prepíšu
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jedincov v počiatočnej populácií. Na konci metóda testuje ukončovaciu podmienku,
ktorá nadobúda platnosť po prebehnutí počtu generácií ktoré zvolil užívateľ. Výsle-
dok sa vypíše na obrazovku.
Metóda table
Táto metóda, ako je už podľa názvu jednoznačné sa stará o správne zobrazenie, for-
mátovanie a hlavne vyplnenie výsledkov do tableBoxov. TableBoxi umožnujú pre-
hľadné zobrazenie výsledkov generačného procesu a ich zoraďovanie napríklad od
najlepšieho jedinca po najhoršieho.
Trieda main
Hlavná trieda main, ktorá je obsiahnutá v súbore main.java sa stará o počiatočné
spustenie scény (grafického prostredia) volaním súboru MainGui.fxml, ktorý bol
vytvorený v programe SceneBuilder.
4.3 Grafické užívatelské rozhranie
Vytvorenie počiatočného jedinca populácie a následná selekcia až po nájdenie ide-
álnej cesty je podstatou tejto práce, ale rovnako dôležité je aj zobrazenie výsledku
užívateľovi. Túto informáciu sprostredkúvá grafické užívateľské prostredie. Taktiež
slúži pre nastavenie parametrov výpočtu.
4.3.1 Tvorba grafického prostredia
Grafické prostredie je vytvorené v programe SceneBuilder a výsledná forma je ulo-
žená v súbore MainGui.fxml. Grafické rozhranie sa dá tvoriť rôznými spôsobmy.
Jednou z možností je toto prostredie priamo vytvárať a písať v zdrojovom kóde
programu. Takže výslednú formu a funkciu programátor vidí vždy až po spustení
programu čo mi príde dosť nevhoné riešenie, ako aj písanie grafického rozhrania
priamo v programovacom jazyku fxml. Dôvodom je to, že programátor pri písaní
nevidí výsledné grafické rozloženie. To je možné vidieť až po spustení programu.
Tvorenie grafického užívateľského prostredia tímto spôsobom, značne zťažuje tvore-
nie celého programu.
Pri tvorbe programu, ktorý je obsahom tejto práce bol použítý, ako je už skôr
naznačené program Scene Builder Obr.4.8, ktorý ponúka tvorbu vizuálnej formy gra-
fického rozhrania od počiatku intuitívne a čo je dôležitejšie programátor vidí okam-
žite svoj výsledok. Ďalej umožňuje „spojenie“ medzi tímto rozhraním a kontrolérom
32
pre beh programu. Pri prvotnom vytvorení grafického prostredia stačí v programe
tieto dve súčasti spojiť a následne priradzovať ich požadovanú funkciu jednotlivým
tlačítkam, textBoxom atď.. Po vytvorení požadovanej podoby sa projek uloží, ako
zvolený súbor s koncoukou fxml, ktorý voláme pri spúšťaní výsledného programu.
Obr. 4.8: Okno vývojového prostredia Scene Builder
Nasledujúci obrázok a v ňom očíslované červené rámčeky zobrazujú rozloženie
ovládacích a zobrazovacích prvkov. Jednotlivé funkcie si popíšeme v nasledujúcich
kapitolách.
4.3.2 Topologia siete
V okne číslo 1 na Obr. 4.9 vidíme topológiu siete. Pre toto dané rozloženie sa v na-
sledujúcich krokoch hľadá najlepšia cesta. Preto ako prvé po spustení musí uživateľ
zvoliť váhy ciest, ktoré zapisuje do textBoxov, alebo tam ponechá už predom nasta-
vené hodnoty. Táto hodnota sa využíva na výpočet fitness pre jedincov. Po skončení
behu programu sa v tejto časti okna zvírazní najlepšia cesta.
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Obr. 4.9: Grafické rozhranie
4.3.3 Ovládanie
V okne čislo 2 na Obr. 4.9 sa nachádza pole nazvané Stav, kde sa zobrazujú všetky
dôležité informácie pre užívateľa. Po spustení ste v tomto poli vyzvaní zadať váhy
ciest. Počas celého procesu hľadania ideálnej cesty je v tejto časti užívateľ informo-
vaní o stave procesu v ktorom sa hľadanie nachádza, alebo je vyzvaní k prikročeniu
k nasledujúcemu kroku. Prípadne k zadaniu hodnoty dôležitej pre správny výpočet.
Taktiež sa tam zobrazujú doporučené hodnoty pre čo najefektívnejšie vyhľadanie
cesty.
Ďalej sa tam nachádza tlačídko, ktoré slúži na prvotné spustenie programu(1. krok)
a textFiel pre zadanie počtu generácií pre dané riešenie.
4.3.4 Zobrazenie výsledkov
V poslednom okne na Obr. 4.9 vidíme tri tabuľky. V prvej z nich sa po stlačení
tlačidla Štart v 2. časti Obr. 4.9 zobrazí počiatočná populácia, ktorá sa generuje
náhodne. U každného jedinca si môžeme prezriet jeho gén, ohodnotenie fitness po-
čítané podľa váhy cesty a pravdepodobnosť s akou sa môže zúčastniť kríženia.
V druhej tabuľke sa po kliknutí na tlačidlo ďalej zobrazia páry, ktoré boli vybrané
z počiatočnej populácie na základe určitej pravdepodobnosti. Z týchto jedincov a ná-
sledného kríženia sa vytvorí nová generácia.
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V tretej tabuľke sa po stlačení tlačidla ďalej zobrazí nová generácia, ktorá sa vy-
tvorila z predchádzajúcej selekcie. V tejto časti sa vlastne ukončuje názorná ukážka
behu celého algoritmu. Po stlačení tlačidla Dokončiť, program opakuje predtým zo-
brazení postup toľko krát, koľko sme zadali počet generácií. Po skončení výpočtu sa
výsledok vypíše v 2. časti a zobrazí sa najlepšia cesta v 1. časti Obr. 4.9.
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5 ZÁVĚR
Moja bakalárská práca nadväzuje na predchádzajúci semestrány projek. V tejto časti
som sa musel pokúsiť naštudovať problematiku evolučných algoritmov, pretože som
sa nikdy v minulosti s tímto spôsobom riešenia problémov nestretol. Spočiatku bola
táto úloha náročn,á ale procesom učenia som začal vidieť veľké výhody týchto po-
stupov pre mnohé sféry vrátane telekomunikácií a informatiky.
Začiatku práce je preto venovaná základným princípom. A až po hlbšej študií
som sa rozhodol využiť problém obchodného cestujúceho, ktorý z časti pripomínal
moju úlohu. V riešení som sa musel častokrát vracať a tak som niekedy stratil časť
práce ktorú som spravil. Mojou úlohou bolo vytvoriť výukovú aplikáciu. V tom vidím
aj prínos napríklad pre študentov, ktorí by sa chceli využitiu genetických algoritmov
venovať hlbšie, pretože umožní rýchlejšie pochopenie princípu.
V prvom rade som začal vytvárať výpočetné jadro. V tejto časti bolo najväčšou
prekážkou zostrojiť správne algoritmus, ktorý vytvorí náhodného jedinca a následne
vytvorí páry ohodnotených jedincov, keďže výpočet fitness závisel len na cene danej
cesty čo nebol až taký problém. Druhú fázu riešenia som venoval vytvoreniu grafic-
kého rozhrania pre ovládanie a zobrazenie výsledkov užívateľovi. Často krát som sa
potýkal s problémom čo najlepšie interpretovať výsledky a jednotlivé kroky genetic-
kého algoritmu užívateľovi čo si myslím, že som v konečnom výsledku aj dosiahol.
Táto práca ma bavila a vďaka nej som sa naučil veľa nových užitočných vecí.
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