This paper describes a few concern patterns to identify latent or missing concerns in a concern model and how they impact the development process.
Conventions used in this paper
In this paper, I will use the following visualization to describe concerns and relationships within a 5 phase development model. The phases are Requirements, Analysis, Design, Implementation and Maintenance. While the Cosmos schema does not make any assumptions about development phases at all, I found that most projects have these phases, regardless of the specific development model.
The Requirements and Analysis phase are often considered to be one phase (aka "Requirements Analysis"), but I found the artifacts produced in these phases to be clearly different and thus stuck with this categorization.
Something similar applies to Implementation and Testing. In most projects I have been part of, the Implementation and Test phases were tightly coupled and until the release of a version, the application moved back and forth between both phases frequently. I chose to condider the Test phase, with its test cases and different types of tests to be part of thr implementation phase to simplify the visualization of the model, but a model for more phases is easily possible and, based on your focus, desirable.
Again for the sake of an easier visualization, the concerns are mostly shown in different phases, but unless noted explicitly, they could also be in the same development phase.
If the direction of the relationship between two concerns is important, I will use an arrowhead to denote the direction, otherwise, the concerns will be connected my a line.
Each pattern has a short description of the scenario, an analysis and a definition. The definition also contains a diagram of the pattern.
Why use a concern model at all?
If you examine software development projects, there are several recurring scenarios that cause problems to the project, often causing them to fail altogether. I would like to list only two here as they can be made obvious with a concern model easily and directly benefit a project.
Clean Room vs. Reality
All approaches that intent to describe and visualize a complex scenario share some shortcomings:
Each visualization is either easily understandable and wrong or hard to understand and no less wrong.
Each model leaves out the one vital element you need unless the model is as complex as reality, at which point it becomes unusable.
UML diagrams are the prime example for this as they either describe • the intent of the developer, leaving aside the reality of the development, or • reality, totally obscuring the intent, but hardly ever both. 1 Assume a component that has to implement security within an application. The component has been described in a requirement document, an analysis document has been written, a design in UML exists and two classes have been written. Diagram 1 shows these artifacts and their relationships. As with many documents in many projects, this overview gives you the warm fuzzy feeling of "knowing what it is all about" without giving you any real insight into the problem at all.
The diagram does not deliver any additional information, give any insight into the relationships of the concerns among each other, etc. A lexical analysis of all documentation for occurrences of the word "Security" would probably yield better results.
Better projects have documentation that actually delivers information on a wider scope, similar to diagram 2. It shows more concerns than those immediately connected to the problem and their relationships. Documents that cover this many concerns are common and considered good in most projects.. Unfortunately, depending on the complexity of the requirements, this is of course only the proverbial tip of the iceberg. Most applications will have to deal with a horde of concerns and relationships that coexist more or less peacefully.
Diagram 3 shows a small part of an actual application. I have removed about 40 concerns from the first 3 phases and condensed all implementation details into a few concerns. The correct model 1 And I write "hardly ever" because somewhere out there might be that unique individual that can do it. But I've never seen it so far.
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But even with such a model of the application, it is exceedingly complex to identify patterns that might indicate problematic, latent or missing concerns manually due to the sheer volume of data involved.
Without such a model, though, it becomes a game of chance.
The Ripple Effect
This is a very common effect [4] in software projects. A rippleeffect occurs when in a chain of concerns C1 -C2 -C3 -C4 a minor change to C1 requires a minor adjustment in C2, which in turn requires a change to C3, which again requires a change to C4. Thus, minor changes to a single concern could (and often does) affect a large number of other concerns (and the concerns these are related to).
Ripples are exceedingly hard to identify beforehand because the concerns involved in the change are spread across several brains and areas of responsibility. In complex concern models, the ripple effect is as common as in the projects they represent and even here, it's impossible to identify them based on the concern model alone. Once a possible ripple is found, though, it is possible to determine its impact on the project as a whole. Auditor.uml Table Model Performance
A Concern Model: Cosmos
In this paper, only chapter 5.6 makes use of the type of relationship involved, but many other concern patterns do use these types.
CosmosModel is an implementation of the model in Java. It features the full scale of concerns, relationships and constraints available in Cosmos. Since there are many different artifacts in an application, it quickly became obvious that I needed an automated process to identify possible problems and so have added an analysis engine used to search for concern patterns within the Cosmos which indicate latent or missing concerns, errors and omissions in the devleopment and possible sources of problems for evolution. The analysis engine is based on simple graph analysis algorithms.
Both the Cosmos concern model and the analysis engine will become part of the CME [2] soon.
Cosmos: Why and how
During my work, it quickly became apparent that a meta model of the application under development would greatly simplify its comprehension and evolution.
Cosmos is the most elaborate concern model I am aware of and thus it was the natural choice for me. I am certain that other concern models could be used in like manner. The ways you can use Cosmos are widely different and the level of detail you need to look at differs with your task.
Ideally, the concern model would contain all artifacts ever created pertaining to a project. The documentation would have been refactored so that each paragraph deals either with one concern or with the interaction of multiple concerns. All diagrams would mirror that distinction. Each class would only contain methods dealing with one concern. All methods would have been written in such a way that each method handles only one task or dispatches to other methods without having any functionality of its own (Controller methods). Each code artifact is properly marked as to what concern it belongs to.
Ok, you can wake up now. The dream is over.
In reality, most documents, be they textual or diagrams, are a jumble of concerns mixed together more or less arbitrarily and methods andin the code, classes and methods most often handle as many tasks as the developer can wrap his mind around simultaneously.
Any concern-based approach will have to change that to some degree and employing a concern model is no different. Tools like the CME [2] with its powerful query capabilities or other approaches like Theme/Doc [5] can help with this task.
As for the size of the model and the level of detail: Assuming an application of around 1000 classes and an average number of other artifacts in the various stages of the application's development and also assuming that each class and each method is counted as one node in the model, you end up with tens of thousands of nodes in a concern model.
Concern patterns
To solve the scalability problem mentioned above, I have analyzed various applications I had the dubious pleasure of working on for recurring combinations of concern that proved to be troublesome over time.
From that experience, I condensed various concern patterns that can be easily found through a Cosmos analysis engine and I'd like to present a few here.
Houdini Pattern 2
This is one of the most common patterns I found.
Scenario:
The manager, let's call him PHB 3 for short, decides to introduce yet another feature into the application that "has to be implemented right now" on a Friday afternoon. Since "right now" is PHB lingo for yesterday, no analysis is performed, no design created and the feature is coded right into the application.
Analysis:
As a result of this scenario, you get some code that is ill thought-out, badly integrated and hastily implemented. The concern model of your application often directly reflects this as missing artifacts. The missing artifacts make traceability of any the requirement itself very hard. Also, any form of integration, impact analysis and evolution of the code is extremely difficult as there is no clear understanding of what other components are affected by the code injected into the application.
Definition: This pattern describes two concerns C1 and C2 which are connected by a relationship R1 and not within adjacent development phases.
Dependency Inversion Pattern
Scenario: During analysis, a new requirement is identified and artifacts are added to the requirements documents to reflect the new requirement.
Analysis: This scenario is common and initially does not even pop up as a problem. The pattern occurs most often when, for instance, a concern C1(R) is identified late in the development process as a byproduct of analyzing another concern C2(A) during analysis. Artifacts are added to the requirements documentation but much of their rationale and definition remains in the analysis documents. Often, the added artifacts are mere reverse-engineerings of the analysis concern to the paradigm used in the earlier stage and not well-formed documents.
In most projects, it is considered normal that new requirements become obvious during analysis and as long as the development of the application goes through each development phases only once, there is hardly a problem.
Once the application goes through multiple iterations of the development cycle, the problems become obvious. Artifacts in later development phases are more prone to change. Changing C2(A) might change the conclusions that led to C1(R), thus changing C1(R) and, through a ripple effect, possibly changing other requirements and their logical implementations without making this obvious.
It should be noted that this pattern is hard to find since often, the developers will not admit that the documents are not well formed and contain information that should be part of a different phase. At the moment, manual intervention (reading the artifacts in question) is needed to find this pattern.
Definition: This pattern is the representation of the Dependency Inversion Principle.[3]
It shows a concern C2 to reference a concern C1 where C1 is nominally in an earlier phase of the development. 2 Called thus because, magically, a concern that should be there isn't. 
Convergence Pattern
Scenario: The Tyranny of the Dominant Decomposition [6] is one of the main culprits for this pattern. If a stakeholders creates an artifact, they order their concerns based on his view of the application. While they do detail some of the relations between the concerns they are interested in, they subjugate all other concerns. Thus concerns that should not belong together end up in the same artifact. When different stakeholders create the artifacts, different decompositions occur, unfortunately not simultaneously but independently.
Another possible scenario occurs when multiple concerns are hard to model independently. This can happen, for instance, when the tool support is lacking, not allowing to show only part of, for instance, a class in one diagram and another part in another diagram. It also happens when two concerns need to be shown in conjunction and instead of creating three diagrams, one for concern C1, one for C2 and one for C1 and C2, only one diagram is created. Another possible scenario arises when different stakeholders write artifacts with a focus on different concerns and
Analysis:
This scenario is basically a user error as it should not occur at all. The simple rule "one method, one task" should be applicable to higher-level artifacts as well, but in most cases, it is not applied.
As a result from this pattern, all concerns downstream from C3 are no longer clearly traceable from C1 or C2 as they are not uniquely attributable to either concern.
Definition: This pattern is similar to the God-class phenomenon found in code. Multiple concerns converge in one concern at a later phase of the development. The concerns C1 and C2 converge in C3. Ther relationships R are of different, nonuniform types.
Mono-type Convergence Pattern
Scenario: This is a special case of the convergence pattern that happened under different circumstances. It is often found where a concern C1 is logically implemented by a number of other concerns while the physical implementation of the concerns is again one artifact.
Analysis: This pattern indicates an over-separation of concerns on one of the earlier phases or an underseparation of concerns on the implementation level.
Definition: Similar to the Convergence Pattern, but R1 and R2 are logically implements relationships and R3 and R4 are physically implements relationships.
Multiple Path Pattern
Scenario: Another variation of the convergence pattern.
Analysis: This is similar to the convergence pattern in that multiple concerns converge in one concern. In addition to the a possible overseparation in Analysis and Design or a possible underseparation in Implementation, there is another force at work here, too.
If C2 to C5 are the result of an overseparation of concerns, they need to be condensed into fewer concern.
If C2 to C5 are the result of a valid separation of concerns, C1 and C6 contain latent concerns and need to be separated. This pattern is different from the convergence pattern in that it might be required to change C1 and C6 in conjunction (a variation of the Synchronized Change pattern)
Definition: This pattern shows that C2 and C3 are subconcerns of C1 that are refined independently into C4 and C5, are again treated as one concern C6 in a later phase.
Synchronized change pattern

Scenario:
Analysis: This is yet another special case of the convergence pattern.
Definition: This pattern features two concerns C1 and C2 in one phase and a third concern C3 in the next phase. As both C1 and C2 reference C3, any change to C3 must be reflected in C1 and C2 but since C1 and C2 have a relationship as well, any chance to either C1 or C2 needs to be checked against the other concern, which again can cause a change in C3.
Dead End Pattern
Scenario: A requirement is defined and only part of it is implemented in the end while another part is left for a later version of the software or abandoned completely.
Analysis: This patter is common in most projects as, as the deadline flies by, features are removed from the application. A dead end in itself is not problematic as long as the dead end is not in the implementation phase. If it is there, it must be made sure that there is no reference from running code to the abandoned components.
On the other hand, the artifacts in the dead branch of the application are not updated with changes to the active branches and thus, when they are reactivated in a later phase, are often outdated and break the application. This commonly occurs when requirements are dropped during a later phased of the development. The later in the development this occurs the worse it is.
Concerns (C5) appearing out of nowhere are a variant of this pattern.
Ring Pattern Scenario:
Analysis: This pattern is most common in larger concern models where the artifacts represented by the concerns have not been refactored to contain only one concern. It often represents sets of concerns only interesting to a single stakeholder which are scattered across multiple other concerns without being properly separated out. Another possible scenario is concerns that are related to one another but have been described in multiple artifacts.
Definition: This pattern only occurs within one phase. Rings that span multiple phases also are victims to the Dependency Inversion pattern and can be found more easily that way. This pattern is the generalized form of the Admission-Motivation Pattern and describes concerns, like a set of requirements that reference one another in a closed circle.
Admission -Motivation Pattern
Scenario: The use of a database allows for the logging framework to produce information that can easily be analyzed by the support team, so a database is used to store the logging information.
Analysis: This is a special case of the Ring pattern that is based on concerns being connected by specific relationships. While a completely reasonable scenario, this combination of concerns is troublesome:
• The use of a database admits the logging tool to create output that can then be analyzed through SQL.
• The use of SQL analysis technologies motivates the use of a database.
This pattern is most prevalent in applications that suffer from feature creep as new features are added for the sake of having a new feature and not because the business process requires them.
Definition: This pattern describes two concerns C1 and C2 which reference one another. C1 references C2 with an Admission relationship and C2 references C1 with a Motivation relationship (or vice versa).
Conclusions
Not much -The patterns described in this paper are common and recurring and represent problems that, without the use of the word "concern", have been discussed for a long time. In contrast to those discussions, in a concern model, it is possible to identify many of these problems automatically through a structural and semantic analysis of that model.
The patterns I have presented indicate that some (or even many) of the problems that plague software projects care reflected in the concern model of the application, where they are more explicit and visible.
Since the patterns were identified in projects that already ran into problems, it would be interesting to observe a number of projects during their lifetime and predicting the problems they will run into.
Another area of interest would be to refine the analysis techniques as to include techniques more specific to the individual development phases. Thus, a more elaborate concern model could be generated with less manual work. This is already in the works for the CME. 
