Abstract. Data warehouse architectural choices and optimization techniques are critical to decision support query performance. To facilitate these choices, the performance of the designed data warehouse must be assessed, usually with benchmarks. These tools can either help system users comparing the performances of different systems, or help system engineers testing the effect of various design choices. While the Transaction Processing Performance Council's standard benchmarks address the first point, they are not tunable enough to address the second one and fail to model different data warehouse schemas. By contrast, our Data Warehouse Engineering Benchmark (DWEB) allows generating various ad-hoc synthetic data warehouses and workloads. DWEB is implemented as a Java free software that can be interfaced with most existing relational database management systems. The full specifications of DWEB, as well as experiments we performed to illustrate how our benchmark may be used, are provided in this paper.
Introduction
When designing a data warehouse, choosing its architecture is crucial. Since it is very dependant on the domain of application and the analysis objectives that are selected for decision support, different solutions are possible. In the ROLAP (Relational On-Line Analytical Process) environment we consider (Chen et al., 2006) , the most popular solutions are by far star, snowflake, and constellation schemas (Inmon, 2002; Kimball & Ross, 2002) , and other modelling possibilities do exist. This choice of architecture is not neutral: it always has advantages and drawbacks and greatly influences the response time of decision support queries. For example, a snowflake schema with hierarchical dimensions might improve analysis power (namely, when most of the queries are done on the highest hierarchy levels), but induces many more costly join operations than a star schema without hierarchies. Once the architecture is selected, various optimization techniques such as indexing or materializing views further influence querying and refreshing performance. This is especially critical when performing complex tasks, such as computing cubes (Taniar & Rahayu, 2002; Taniar & Tan, 2002; Tan et al., 2003; Taniar et al., 2004) or performing data mining (Tjioe & Taniar, 2005) . Again, it is a matter of trade-off between the improvement brought by a given technique and its overhead in terms of maintenance time and additional disk space; and also between different optimization techniques that may cohabit.
To help users make these critical choices of architecture and optimization techniques, the performance of the designed data warehouse needs to be assessed. However, evaluating data warehousing and decision support technologies is an intricate task. Though pertinent, general advice is available, notably on-line (Pendse, 2003; Greenfield, 2004a) , more quantitative elements regarding sheer performance are scarce. Thus, we advocate for the use of adapted benchmarks. A benchmark may be defined as a database model and a workload model (set of operations to execute on the database).
Different goals may be achieved by using a benchmark: (1) compare the performances of various systems in a given set of experimental conditions (users); (2) evaluate the impact of architectural choices or optimization techniques on the performances of one given system (system designers).
The Transaction Processing Performance Council (TPC 1 ), a non-profit organization, defines standard benchmarks and publishes objective and verifiable performance evaluations to the industry. These benchmarks mainly aim at the first benchmarking goal we identified above. However, these benchmarks only model one fixed type of database and they are not very tunable: the only parameter that defines their database is a scale factor setting its size. Nevertheless, in a development context, it is interesting to test a solution (an indexing strategy, for instance) using various database configurations. Furthermore, though there is an ongoing effort at the TPC to design a data warehouse benchmark, the current TPC decision support benchmarks do not properly model a dimensional, star-like schema. They do not address specific warehousing issues such as the ETL (Extract, Transform, Load) process or OLAP (On-Line Analytical Processing) querying either.
Thus, we have proposed a new data warehouse benchmark named DWEB: the Data Warehouse
Engineering Benchmark (Darmont et al., 2005a) . DWEB helps generating ad-hoc synthetic data warehouses (modelled as star, snowflake, or constellation schemas) and workloads, mainly for engineering needs (second benchmarking objective). Thus, DWEB may be viewed more like a benchmark generator than an actual, single benchmark. It is indeed very important to achieve the different kinds of schemas that are used in data warehouses, and to allow designers to select the precise architecture they need to evaluate. This paper expands our previous work along three main axes. First, we present a complete overview of the existing data warehouse benchmarks in this paper. Second, we provide here the full specifications for DWEB, including all its parameters, our query model and the pseudo-code for database and workload generation. We also better detail DWEB's implementation. Third, we present a new illustration of how our benchmark can be used by evaluating the performance of several index configurations on three test data warehouses.
The remainder of this paper is organized as follows. First, we provide a comprehensive overview of the state of the art regarding decision support benchmarks in Section 2. Then, we motivate the need for a new data warehouse benchmark in Section 3. We detail DWEB's database and workload in Sections 4 and 5, respectively. We also present our implementation of DWEB in Section 6.
We discuss our sample experiments with DWEB in Section 7, and finally conclude this paper and provide future research directions in Section 8.
Existing decision support benchmarks
To the best of our knowledge, relatively few decision support benchmarks have been designed out of the TPC. Some do exist, but their specification is sometimes not fully published (Demarest, 1995) . The most notable is presumably the OLAP APB-1 benchmark, which was issued in 1998 by the OLAP council, a now inactive organization founded by four OLAP vendors. APB-1 has been quite extensively used in the late nineties. Its data warehouse schema is architectured around four dimensions: Customer, Product, Channel and Time. Its workload of ten queries is aimed at sale forecasting. APB-1 is quite simple and proved limited, since it is not "differentiated to reflect the hurdles that are specific to different industries and functions" (Thomsen, 1998) . Finally, some OLAP datasets are also available on-line 2 , but they do not qualify as benchmarks, being only raw databases (chiefly, no workload is provided).
In the remainder of this section, we focus more particularly on the TPC benchmarks. The TPC-D benchmark (Ballinger, 1993; Bhashyam, 1996; TPC, 1998) appeared in the mid-nineties, and forms the base of TPC-H and TPC-R that have replaced it (Poess & Floyd, 2000; TPC, 2003 The query parameters are substituted with the help of a random function following a uniform distribution. Finally, the protocol for running TPC-H or TPC-R includes a load test and a performance test (executed twice), which is further subdivided into a power test and a throughput test.
Three primary metrics describe the results in terms of power, throughput, and a composition of the two. Power and throughput are respectively the geometric and arithmetic average of database size divided by execution time.
TPC-DS (Poess et al., 2002) , which is currently under development, is the designated successor of TPC-H, and more clearly models a data warehouse. TPC-DS' database schema, whose fact tables are represented in Figure 2 , models the decision support functions of a retail product supplier as several snowflake schemas. Catalog and web sales and returns are interrelated, while store management is independent. This model also includes fifteen dimensions that are shared by the fact tables. Thus, the whole model is a constellation schema.
TPC-DS' workload is made of four classes of queries: reporting queries, ad-hoc decision support queries, interactive OLAP queries, and data extraction queries. A set of about five hundred queries is generated from query templates written in SQL-99 -with OLAP extensions (Maniatis et al., 2005) . Substitutions on the templates are operated using non-uniform random distributions. The data warehouse maintenance process includes a full ETL process and a specific treatment of the dimensions. For instance, historical dimensions preserve history as new dimension entries are added, while non-historical dimensions do not store aged data any more. Finally, the execution model of TPC-DS consists of four steps: a load test, a query run, a data maintenance run, and another query run. A single throughput metric is proposed, which takes the query and maintenance runs into account. 
Motivation
Our first motivation to design a data warehouse benchmark is our need to evaluate the efficiency of performance optimization techniques (such as automatic index and materialized view selection techniques) we have been developing for several years. To the best of our knowledge, none of the existing data warehouse benchmarks suits our needs. APB-1's schema is fixed, while we need to test our performance optimization techniques on various data warehouse configurations.
Furthermore, it is no longer supported and somewhat difficult to find. TPC-H's database schema, which is inherited from the older and obsolete benchmark TPC-D, is not a dimensional schema such as the typical star schema and its derivatives. Furthermore, its workload, though decision-oriented, does not include explicit OLAP queries either. This benchmark is implicitly considered obsolete by the TPC that has issued some specifications for its successor: TPC-DS. However, TPC-DS has been under development for three years now and is not completed yet. This might be because of its high complexity, especially at the ETL and workload levels.
Furthermore, although the TPC decision support benchmarks are scalable according to the definition of Gray (1993) , their schema is fixed. For instance, TPC-DS' constellation schema cannot easily be simplified into a simple star schema. It must be used "as is". Different ad-hoc configurations are not possible. Furthermore, there is only one parameter to define the database, the Scale Factor (SF), which sets up its size (from 1 to 100,000 GB). The user cannot control the size of the dimensions and the fact tables separately, for instance. Finally, the user has no control on the workload's definition. The number of generated queries directly depends on SF in TPC-DS, for example. 
DWEB database

Schema
Our design objective for DWEB is to be able to model the different kinds of data warehouse architectures that are popular within a ROLAP environment: classical star schemas, snowflake schemas with hierarchical dimensions, and constellation schemas with multiple fact tables and shared dimensions. To achieve this goal, we propose a data warehouse metamodel (represented as a UML class diagram in Figure 3 ) that can be instantiated into these different schemas.
We view this metamodel as a middle ground between the multidimensional metamodel from the Common Warehouse Metamodel (CWM) (OMG, 2003; Poole et al., 2003) and the eventual benchmark model. Our metamodel may actually be viewed as an instance of the CWM metamodel, which could be qualified as a meta-metamodel in our context. The upper part of Figure Our metamodel is quite simple. It is sufficient to model the data warehouse schemas we aim at (star, snowflake, and constellation schemas), but it is limited and cannot model some particularities that are found in real-life warehouses, such as many-to-many relationships between facts and dimensions, or hierarchy levels shared by several hierarchies. This is currently a deliberate choice, but the metamodel might be extended in the future.
Parameterization
DWEB's database parameters help users selecting the data warehouse architecture they need in a given context. They are aimed at parameterizing the instantiation of the metaschema to produce an actual data warehouse schema. When designing them, we try to meet the four key criteria that make a "good" benchmark, as defined by Gray (1993) : relevance, the benchmark must answer our engineering needs (as expressed in Section 1); portability, the benchmark must be easy to implement on different systems; scalability, it must be possible to benchmark small and large databases, and to scale up the benchmark; and simplicity, the benchmark must be understandable, otherwise it will not be credible nor used.
Relevance and simplicity are clearly two orthogonal goals. Introducing too few parameters reduces the model's expressiveness, while introducing too many parameters makes it difficult to apprehend by potential users. Furthermore, few of these parameters are likely to be used in practice. In parallel, the generation complexity of the instantiated schema must be mastered. To solve this dilemma, we capitalize on the experience of designing the OCB object-oriented database benchmark (Darmont & Schneider, 2000) . OCB is generic and able to model all the other existing objectoriented database benchmarks, but it is controlled by too many parameters, few of which are used in practice. Hence, we propose to divide the parameter set into two subsets.
The first subset of so-called low-level parameters allows an advanced user to control everything about the data warehouse generation (Table 1) Thus, we designed a layer above with much fewer parameters that may be easily understood and set up (Table 2 ). More precisely, these high-level parameters are average values for the lowlevel parameters. At database generation time, the high-level parameters are exploited by random functions (following a Gaussian distribution) to automatically set up the low-level parameters. Finally, unlike the number of low-level parameters, the number of high-level parameters always remains constant and reasonable (less than ten parameters). Users may choose to set up either the full set of low-level parameters, or only the high-level parameters, for which we propose default values that correspond to a snowflake schema. Note that these parameters control both schema and data generation.
Remarks:
 Since shared dimensions are possible,
 The cardinal of a fact table is usually lower or equal to the product of its dimensions' cardinals. This is why we introduce the notion of density. A density rate of one indicates that all the possible combinations of the dimension primary keys are present in the fact  Within a dimension, a given hierarchy level normally has a greater cardinality than the next level. For example, in a town-region-country hierarchy, the number of towns must be greater than the number of regions, which must be in turn greater than the number of countries. Furthermore, there is often a significant scale factor between these cardinalities (e.g., one thousand towns, one hundred regions, ten countries). Hence, we model the cardinality of hierarchy levels by assigning a "starting" cardinality to the highest level in the hierarchy (HHLEVEL_SIZE), and then by multiplying it by a predefined scale factor (DIM_SFACTOR) for each lower-level hierarchy.
 The global size of the data warehouse is assessed at generation time (see Section 6) so that the user retains full control over it.
Generation algorithm
The instantiation of the DWEB metaschema into an actual benchmark schema is done in two steps: (1) build the dimensions; (2) build the fact tables. The pseudo-code for these two steps is provided in Figures 4 and 5, respectively. Each of these steps is further subdivided, for each dimension or each fact table, into generating its intention and extension. In addition, hierarchies of dimensions must be managed. Note that they are generated starting from the highest level of hierarchy. For instance, for our town-region-country sample hierarchy, we build the country level first, then the region level, and eventually the town level. Hence, tuples from a given hierarchy level can refer to tuples from the next level (that are already created) with the help of a foreign key. We use three main classes of functions and one procedure in these algorithms. 4. Random_delete() deletes one tuple at random from the extension of a table.
Except in the Random_delete() procedure, where the random distribution is uniform, we use Gaussian random distributions to introduce a skew, so that some of the data, whether in the fact tables or the dimensions, are referenced more frequently than others as it is normally the case in real-life data warehouses.
Remark:
The way density is managed in Figure 5 is grossly non-optimal. We chose to present the algorithm that way for the sake of clarity, but the actual implementation does not create all the tuples from the Cartesian product, and then delete some of them. It directly generates the right number of tuples by using the density rate as a probability for each tuple to be created.
DWEB workload
In a data warehouse benchmark, the workload may be subdivided into: (1) a load of decision support queries (mostly OLAP queries); (2) the ETL (data generation and maintenance) process. To design DWEB's workload, we inspire both from TPC-DS' workload definition (which is very elaborate) and information regarding data warehouse performance from other sources (BMC, 2000; Greenfield, 2004b) . However, TPC-DS' workload is quite complex and somehow confusing. The reporting, ad-hoc decision support and OLAP query classes are very similar, for instance, but none of them include any specific OLAP operator such as Cube or Rollup (Tan et al., 2004) . Since we want to meet Gray's simplicity criterion, we propose a simpler workload. In particular, we do not address the issue of nested queries for now. Furthermore, we also have to design a workload that is consistent with the variable nature of the DWEB data warehouses.
We also, in a first step, mainly focus on the definition of a query model that excludes update operations. Modelling the full ETL and warehouse refreshing processes is a complex task requiring processes that are out of the scope of this work (Schlesinger et al., 2005) . Hence, we postpone this for now. We consider that the current DWEB specifications provide a raw loading evaluation framework. The DWEB database may indeed be generated into flat files, and then loaded into a data warehouse using the ETL tools provided by the system.
Query model
The DWEB workload models two different classes of queries: purely decision-oriented queries involving common OLAP operations, such as cube, roll-up, drill down and slice and dice; and ex traction queries (simple join queries). We define our generic query model ( Figure 6 ) as a grammar that is a subset of the SQL-99 standard, which introduces much-needed analytical capabilities to relational database querying. This increases the ability to perform dynamic, analytic SQL queries. 
Parameterization
DWEB's workload parameters help users tailoring the benchmark's load, which is also dependent from the warehouse schema, to their needs. Just like DWEB's database parameter set (Section 4.2), DWEB's workload parameter set (Table 3 ) has been designed with Gray's simplicity criterion in mind. These parameters determine how the query model from Figure 6 is instantiated. These parameters help defining the workload's size and complexity, by setting up the proportion of complex OLAP queries (i.e., the class of queries) in the workload , the number of aggregation operations, the presence of a Having clause in the query, or the number of subsequent drill down operations.
Here, we have only a limited number of high-level parameters (eight parameters, since PROB_EXTRACT and PROB_ROLLUP are derived from PROB_OLAP and PROB_CUBE, respectively). Indeed, it cannot be envisaged to dive further into detail if the workload is as large as several hundred queries, which is quite typical. Table 3 : DWEB workload parameters Remark: NB_Q is only an approximate number of queries because the number of drill down operations after an OLAP query may vary. Hence we can stop generating queries only when we actually have generated as many or more queries than NB_Q.
Generation algorithm
The pseudo-code of DWEB's workload generation algorithm is presented in Figure 7 . The algorithm's purpose is to generate a set of SQL-99 queries that can be directly executed on the synthetic data warehouse defined in Section 4. It is subdivided into two steps: (1) generate an initial query that may either be an OLAP or an extraction (join) query; (2) if the initial query is an OLAP query, execute a certain number of drill down operations based on the first OLAP query. More precisely, each time a drill down is performed, an attribute from a lower level of dimension hierarchy is added to the attribute clause of the previous query.
Step 1 is further subdivided into three substeps: (1) the Select, From, and Where clauses of a query are generated simultaneously by randomly selecting a fact table and dimensions, including a hierarchy level within a given dimension hierarchy; (2) the Where clause is supplemented with additional conditions; (3) eventually, it is decided whether the query is an OLAP query or an extraction query. In the second case, the query is complete. In the first case, aggregate functions applied to measures of the fact table are added in the query, as well as a Group by clause that may include either the Cube or the Rollup operator. A Having clause may optionally be added in too. The aggregate function we apply on measures is always Sum since it is the most common aggregate in cubes.
Furthermore, other aggregate functions bear similar time complexities, so they would not bring in any more insight in a performance study. 2. Random_FT() and Random_dimension() help selecting a fact table or a dimension describing a given fact table, respectively. They both use a Gaussian random distribution, which introduces an access skew at the fact table and dimension levels. Random_dimension() is also already described in Section 4.3.
3. Random_attribute() and Random_measure() are very close in behaviour. They return an attribute or a measure, respectively, from a table intention or a list of attributes. They both use a Gaussian random distribution.
4. Gen_query() is the procedure that actually generates the SQL-99 code of the workload queries, given all the parameters that are needed to instantiate our query model.
DWEB implementation
DWEB is implemented as a Java software. We selected the Java language to meet Gray's portability requirement. The current version of our prototype is able to generate star, snowflake, and constellation schemas, and suitable workloads for these schemas. Its only limitation with respect to our metamodel is that it cannot generate several distinct hierarchies for the same dimension. Furthermore, since DWEB's parameters might sound abstract, our prototype provides an estimation of the data warehouse size in megabytes after they are set up and before the database is generated.
Hence, users can adjust the parameters to better represent the kind of warehouse they need.
The interface of our Java application is actually constituted of two GUIs (Graphical User Interfaces). The first one is the Generator, the core of DWEB. It actually implements all the algorithms provided in Sections 4.3 and 5.3 and helps selecting either low or high-level parameters and generating any data warehouse and corresponding workload (Figure 8-a) . Data warehouses are currently directly loaded into a database management system (DMBS), but we also plan to save them as files of SQL queries to better evaluate the loading phase. Workloads are already saved as files of SQL queries. The second GUI, the Workload executor, helps connecting to an existing data warehouse and running an existing workload on it (Figure 8-b) . The execution time for each query is recorded separately and can be exported in a CSV file that can later be processed in a spreadsheet or any other application. Both GUIs can be interfaced with most existing relational database management systems through JDBC.
Our software is constantly evolving. For example, since we use a lot of random functions, we plan to include in our prototype a better than standard pseudorandom number generator, such as the Lewis and Payne (1973) generator, which has a huge period, or the Mersenne Twister (Matsumoto & Nishimura, 1998) , which is currently one of the best pseudorandom number generators. However, the latest version of DWEB is always freely available on-line 3 .
Figure 8: DWEB GUIs
Sample usage of DWEB
Experiments scope
In order to illustrate one possible usage for DWEB, we evaluate the efficiency of several indexing techniques on several configurations of warehouses. Since there is presumably no perfect index for all the ROLAP logical data warehouse models, we aim at verifying which indices work best on a given schema type. To achieve this goal, we generate with DWEB three test data warehouses labelled DW1 to DW3 and their associated workloads. DW1 and DW2 are modelled as snowflake schemas, and DW3 as a star schema. Then, we successively execute the corresponding workloads on these data warehouses using four index configurations labelled IC0 to IC3. IC0 actually uses no index and serves as a reference.
Index configuration IC1 is constituted of bitmap join indices (O'Neil & Graefe, 1995) built on the fact tables and the dimensions' lowest hierarchy levels (i.e., only on the central star in the snowflake schemas of DW1 and DW2). Bitmap join indices are well suited to the data warehouse environment. They indeed improve the response time of such common operations as And, Or, Not, or
Count that can operate on the bitmaps (and thus directly in memory) instead of the source data. Furthermore, joins are computed a priori when the indices are created. Index configuration IC2 adds to IC1 bitmap join indices between the dimensions' hierarchy levels. If course, IC2 is not applied to the DW3 data warehouse, which is modelled as a star schema. Finally, index configuration IC3 is made of a star join index (Bellatreche et al., 2002) . Such an index may link all the dimensions to the fact table. It is then said whole and may benefit to any query on the star schema. Its storage space is very large, though. A partial star join index may be built on the fact table and only several dimensions. However, we used only whole star join indices in this study to maximize performance improvement.
Note that we do not expect to achieve new results with these experiments. What we seek to do is providing an example of how DWEB may be used, and demonstrating that the results it provides are consistent with the previous results achieved by data warehouse indices' designers (O'Neil & Graefe, 1995; Bellatreche et al., 2002) .
Hardware and software configuration
Our tests have been performed on a Centrino 1.7 GHz PC with 1024 MB of RAM running
Windows XP and Oracle 10g. All the experiments have been run "locally", i.e., the Oracle server and client were on the same machine, so that network latency did not interfere with the results.
Benchmark configuration
DW1's snowflake schema is constituted of one fact table and two dimensions. The DWEB lowlevel parameters that define it are displayed in Table 4 . Its schema is showed as a UML class diagram in Figure 9 . Its actual size is 92.9 MB. DW2's snowflake schema is constituted of one fact table and four dimensions. The DWEB low-level parameters that define it are displayed in Table 5 .
Its schema is showed as a UML class diagram in Figure 10 . Its actual size is 224.5 MB. Finally, DW3's star schema is constituted of one fact table and three dimensions. The DWEB low-level parameters that define it are displayed in Table 6 . Its schema is showed as a UML class diagram in Figure 11 . Its actual size is 68.3 MB.
For each data warehouse, we generate a workload of twenty queries (NB_Q = 20). The other parameters are set up to the default values specified in Table 3 . The queries to be executed on data warehouse DWi are labelled Qi.1 to Qi.20. Due to space constraints, we cannot include these three workloads in this paper, but their SQL code is available on-line 4 . Table 4 : DW1 parameters Figure 9 : DW1 snowflake schema Table 5 : DW2 parameters Figure 10 : DW2 snowflake schema
Parameter Value
n/a Table 6 : DW3 parameters Figure 11 : DW3 star schema
Results
Since we are chiefly interested in raw performance in these experiments, execution time is the only metric we selected. However, we do envisage more elaborate metrics (Section 8). Table 7 presents the execution time (in milliseconds) of each of the queries Q1.1 to Q1.20 on data warehouse DW1, using each of the index configurations IC0 to IC3. for queries that return large results (Q1.5, Q1.13, Q1.14, and Q1.18). Using no index is better only for some shorter queries such as Q1.6 or Q1.15, but in these cases, it is not penalizing since response times are low and the difference in performance is small too. Bitmap join indices are thus experimented to be the most useful when queries return large results. We can also notice on Table 7 that adding bitmap join indices between the dimensions' hierarchy levels (index configuration IC2) degrades the performances. They indeed incur many index scans, whereas the dimensions' highest hierarchy tables have a relatively small size that does not actually justify indexing. Finally, the star join index (IC3) appears completely ill-suited to the snowflake schema of DW1 and clearly degrades the performances, especially for queries that return large results, whose response time may triple. This was expected, since star join indices are aimed at accelerating queries formulated on a star schema only, but maybe not to this extent. Table 8: DW2 results   Table 9 finally presents the execution time (in milliseconds) of each of the queries Q3.1 to Q3.20 on data warehouse DW3, using each of the index configurations IC0, IC1, and IC3 (IC2 is not applicable on a star schema). Table 9 's last line also features the average gain in performance when using a given index configuration instead of no index. Table 9 confirms that star join indices (configuration IC3) are the best choice on a star schema, as they are designed to be. This is especially visible with queries that return large results such as Q3.2, Q3.15 or Q3.18. As a conclusion, we showed with these experiments how DWEB could be used to evaluate the performances of a given DBMS when executing decision support queries on several data warehouses. We underlined the critical nature of index choices and how they should be guided by both the data warehouse architecture and contents. However, note that, from a sheer performance point of view, these experiments are not wholly significant. For practical reasons, we indeed generated relatively small data warehouses and did not conduct real full-scale tests. Furthermore, our experiments do not do justice to Oracle, since we did not seek to achieve the best performance. For instance, we did not combine different types of indices. We did not use any knowledge about how Oracle exploits these indices either. Our experiments are truly sample usages for DWEB.
Conclusion and perspectives
We aimed in this paper at helping data warehouse designers to choose between alternate warehouse architectures and performance optimization techniques. For this sake, we proposed a performance evaluation tool, namely a benchmark (or benchmark generator, as it may be viewed)
called DWEB (the Data Warehouse Engineering Benchmark), which allows users to compare these alternatives.
To the best of our knowledge, DWEB is currently the only operational data warehouse benchmark. Its main feature is that it can generate various ad-hoc synthetic data warehouses and their associated workloads. Popular data warehouse schemas, such as star schemas, snowflake schemas, and constellation schemas can indeed be achieved. We mainly view DWEB as an engineering benchmark designed for data warehouse and system designers, but it can also be used for sheer performance comparisons. It is indeed possible to save a given warehouse and its associated workload to run tests on different systems and/or with various optimization techniques.
This work opens up many perspectives for developing and enhancing DWEB toward Gray's relevance objective. First, the warehouse metamodel and query model were deliberately simple in this first version. They could definitely be extended to be more representative of real data warehouses. For example, the warehouse metamodel could feature many to many relationships between dimensions and fact tables, and hierarchy levels that are shared by several dimensions. Our query model could also be extended with more complex queries such as nested queries that are common in OLAP usages. Furthermore, it will be important to fully include the ETL process into our workload, and the specifications of TPC-DS and some other existing studies (Labrinidis & Roussopoulos, 1998) should help us.
We have also proposed a set of parameters for DWEB that suit both the models we developed and our expected usage of the benchmark. However, a formal validation would help selecting the soundest parameters. More experiments should also help us to evaluate the pertinence of our parameters and maybe propose sounder default values. Other parameters could also be considered, such as the domain cardinality of hierarchy attributes or the selectivity factors of restriction predicates in queries. This kind of information may indeed help designers to choose an architecture that supports some optimization techniques adequately.
We assumed in this paper that an execution protocol and performance metrics were easy to define for DWEB (e.g., using TPC-DS' as a base) and focused on the benchmark's database and workload model. However, a more elaborate execution protocol must definitely be designed. In our experiments, we also only used response time as a performance metric. Other metrics must be envisaged, such as the metrics designed to measure the quality of data warehouse conceptual models (Serrano et al., 2003; Serrano et al., 2004) . Formally validating these metrics would also improve DWEB's usefulness.
Finally, we are also currently working on warehousing complex, non-standard data, such as multimedia, multistructure, multisource, multimodal, and/or multiversion data (Darmont et al., 2005b) . Such data may be stored as XML documents. Thus, we also plan a "complex data" extension of DWEB that would take into account the advances in XML warehousing (Nassis et al., 2005; Rusu et al., 2005) .
