The ephemeral pairing problem requires two or more specific physical nodes in a wireless broadcast network, that do not yet know each other, to establish a short-term relationship between them. Such short-lived pairings occur, for example, when one pays at a check-out using a wireless wallet. This problem is equivalent to the ephemeral key exchange problem, where one needs to establish a high-entropy shared session key between two nodes given only a low bandwidth authentic (or private) communication channel between the pair, and a high bandwidth shared broadcast channel.
Introduction
The ephemeral pairing problem (introduced in [Hoe04] ) consists of establishing a short-term relationship between two or more specific physical nodes in a wireless broadcast network that do not yet know each other. Ephemeral pairings occur, for example, when one pays at a checkout using a wireless wallet. As opposed to paying with a smart card by inserting it into a specific terminal, using a wireless connection gives no guarantee that two physical nodes that want to communicate with each other are actually talking to each other.
To achieve such short-lived pairings, we do not wish to rely on any secret information shared a priori among the nodes. For the large scale systems where we expect the ephemeral pairings to play a part, such a secure initialisation might be costly and carry a huge organisational burden. Instead, we allow the nodes in the system to exchange small amounts of information reliably and/or privately. Several realistic methods for doing so exist [Hoe04] .
In more abstract terms then, this problem can be phrased as an ephemeral key exchange (denoted by ϕKE) problem: given a low bandwidth authentic (or private) communication channel between two nodes, and a high bandwidth broadcast channel, can we establish a high-entropy shared secret session key between the two nodes without relying on any a priori shared secret information. Here, the low bandwidth channel models the (implicit) authentication and limited information processing capabilities of the users operating the nodes.
State of the art
Stajano and Anderson [SA99] introduced the (long-lived) pairing problem that occurs when separate devices need to establish a long term relationship that allow one of the devices to exert control over the other (e.g., a remote control and the corresponding tv set). These pairings are supposed to exists over prolonged periods of time, and therefore the setup of such a pairing is allowed to be quite involved.
In [Hoe04] we showed that solutions to the ephemeral pairing problem can sometimes be based on Encrypted Key Exchange (EKE) [BM92] protocols, suggesting a relationship between these two problems. An extended discussion on this, and a review of the state of the art regarding EKE is also presented there. The solutions of [Hoe04] only apply to non-anonymous broadcast networks. A more rigorous and formal treatment of the security of EKE protocols was initiated by Lucks [Luc97] , and expanded on by several authors [BMP00, BPR00, Sho99, CK01, GL03]. We use the same formalisms here.
Summary of results
In this paper we present several ephemeral key exchange protocols for completely anonymous broadcast networks, for different combinations of the point-to-point communications channels between the two nodes. These are presented in Sect. 4. Before that, we describe the model in Sect. 2, and present some impossibility results for certain types of point-to-point channels in Sect. 3. We conclude with directions for further research in Sect. 5.
Model and problem statement
Consider n physically identifiable nodes communicating over a public and insecure broadcast network, each attended by a human operator. The operators (and/or the nodes they operate) can only exchange small amounts of information reliably and/or in private. The ephemeral pairing problem requires two or more nodes (to be determined by their operators) to securely establish a shared secret.
As discussed in [Hoe04] , this problem can be seen in more abstract terms as an ephemeral key exchange (ϕKE) problem. Consider Alice and Bob, connected through a high bandwidth broadcast network. In this paper, the broadcast network is completely anonymous. Alice and Bob also share a low bandwidth communication channel over which they can exchange at most η bits of information per message. This channel is either authentic, meaning that Bob is guaranteed that a message he receives actually was sent by Alice (but this message may be eavesdropped by others), or private, meaning that Alice is guaranteed that the message she sends is only received by Bob (but Bob does not know the message comes from Alice).
Given these connections, Alice and Bob are required to establish an authenticated and shared σ bits secret (where σ ≫ η). They do not share any secrets a priori, and do not have any means to authenticate each other, except through the low bandwidth channel. The adversary may eavesdrop, insert and modify packets on the broadcast network, and may eavesdrop on the authentic channel or insert and modify packets on the private channel. Note that, by assumption, the adversary cannot insert or modify packets on the authentic channel. Also, the adversary may subvert any number of nodes and collect all the secret information stored there.
We prove security of our protocols in the encrypted key exchange model developed by Bellare et al. [BPR00] , where the adversary is given the task to distinguish an actual session key from an arbitrary random value for any instance of the protocol run of his choice.
In our analysis we will bound the advantage of the adversary for a particular protocol using s, t and the number of active attacks (denoted by q) performed by the adversary. Here, s and t are the security parameters of the ϕKE protocol. s roughly corresponds to the size of the session key to be established, and determines the advantage of a passive adversary. t roughly corresponds to the capacity of the channel between two principals, and mostly determines the advantage of an active adversary. Actually, q corresponds to the number of instances that are attacked actively by the adversary (and that involve one or more message insertions or modifications).
We work in the random oracle model, and assume hardness of the Decisional Diffie Helman problem.
We use the following notation throughout the paper. In the description of the protocols, ac is the authentic channel, pc is the private channel, and bc is the broadcast channel. Assignment is denoted by :=, and R ← means selecting an element uniformly at random from the indicated set. Receiving messages from the channel or the broadcast network can be done in a blocking fashion (indicated by receive) or in a non-blocking fashion (indicated by on receiving).
In message flowcharts, 
Impossibility results
In this section we show that the ϕKE problem 1 cannot be solved using only a single unidirectional point-to-point channel between Alice and Bob that is either authentic or private. Even an authentic channel from Alice to Bob and a private channel from Bob to Alice is not strong enough. An authentic channel from Alice to Bob and another private channel from Alice to Bob is strong enough however (even though there is no point-to-point channel from Bob to Alice, see Sect.4.3).
Theorem 3.1 The ϕKE problem cannot be solved using a single private channel from Alice to Bob.
Proof: Suppose there is a protocol solving the ϕKE problem using a single private channel from Alice to Bob. Now, instead of Alice, let the adversary start a session with Bob. Because Alice and Bob do not a priori share any secret information, and because the adversary can use the private channel to Bob in exactly the same way as Alice does, Bob cannot distinguish the adversary from Alice in this session. This contradicts the requirement that at the end of the session Alice and Bob share a secret session key. ⊳
The following two theorems are proven similarly. 
ϕKE protocols for anonymous networks
In this section we present three ϕKE protocols. In the first protocol Alice and Bob are connected by a bidirectional private channel. The second protocol covers the case where Alice and Bob are connected by a bidirectional authentic channel. In the third protocol there are two channels, one authentic and the other private, both running from Alice to Bob. All protocols assume an anonymous broadcast network.
The main problem handling an anonymous broadcast network is to ensure that a participant in the protocol can immediately reject messages that are obviously not intended for it. Without such precautions, even honest but ignorant nodes can easily disrupt the protocol through the messages they themselves legitimately send over the broadcast network. The protocols to be presented next try to derive a common session identifier as soon as possible, to be used as a header on messages on the broadcast channel. Note that simply transmitting such session identifiers on the point-to-point communication channel is not a good option, as it wastes bits to be used for authenticating the shared session key.
In all protocols we use the following. G is a group of order at least 2 2s with generator g for which the Decisional Diffie Helman (DDH) problem is hard. A possible candidate is the subgroup of order q in Z * p for p, q prime and p = 2q + 1 [Bon98] . Naturally, exponentiations like g x are computed in the group G. Furthermore, we use two hash functions h 1 : G → G and h 2 : G → {0, 1}
η , that satisfy the following property.
Property 4.1 Let X be a uniformly distributed random variable over G, and let a ∈ {0, 1} η and b ∈ G be arbitrary. We assume that the two hash functions h 1 , h 2 satisfy
Finally, pairwise independent hash functions h 3 , h 4 , h 5 : G → {0, 1} σ , and h 6 : G → I (where I is a suitably large session identifier set) are used as well. We write bc s for the broadcast channel restricted to only carry messages with session identifier s: if a messages m is received from bc s , it was sent with that session identifier 2 . We use the following result presented by Boneh [Bon98] , which holds under the assumption that the Decisional Diffie Helman problem over G is hard. 
ϕKE for a bidirectional private channel
The protocol (see Prot. 4.1 for the protocol and Fig. 1 for the corresponding message exchange graph) proceeds in four phases: authenticate, commit, exchange and validate. In the exchange phase, Alice and Bob use a Diffie-Helman type key exchange [DH76] to establish a shared session key. This key is then used to derive a session identifier ι (to distinguish relevant messages on the broadcast network) 3 . Both parties engage in a verification phase to ensure that they share the same session key [BPR00] . To identify and authenticate the share sent by the other party, Alice and Bob exchange random passwords through the bidirectional private channel in the authenticate phase. Alice hashes the password received together with her own share, and broadcasts the resulting hash on the network, to commit to the value of the share to be exchanged later on.
The commit and exchange phase have to be separate, or else the adversary can still perform a dictionary attack to retrieve the exchanged password and substitute a suitable share of his own choice in both the commitment (that also serves to authenticate the share) and the share itself. Because Alice and Bob cannot reliably setup a session identifier at or before the exchange phase, Bob cannot distinguish Alice's commitment from other commitments broadcast on the network. Therefore, Bob accepts at most z of them.
In the key exchange phase, Bob only accepts a share that together with Bob's own password hashes to a value in the set of commitments received previously. Because Bob only accepts z 
Figure 1: Message flow of ϕKE for bidirectional private channel.
commitments, an active adversary may plant at most z commitments for its own share (using z different guesses for the password sent by Alice), thus limiting its chances to attack the protocol. For all our protocols a good value for z is one that allows some honest concurrent activity on the broadcast channel, while still limiting the advantage of the adversary.
Analysis
It is easily shown that using Prot. 4.1, honest Alice and Bob can exchange a shared session key. Next, we prove security of the protocol in the presence of an active and/or passive adversary.
Theorem 4.3 The advantage of an adversary attacking Prot. 4.1 mounting at most q active attacks is at most
Proof: We split the proof in two cases. We first consider the case where the session key k generated by an oracle is not based on a share g a sent by the adversary and derived from a value a of his own choosing, and then consider the case where the adversary manages to convince the oracle to use such a share of his own choosing.
If the session key generated by an oracle is not based on a share g a sent by the adversary and derived from a value a of his own choosing, then k depends on private random values x, y unobserved by the adversary and publicly exchanged shares g x and g y using a Diffie-Helman (DH) key exchange. Any adversary attacking Prot. 4.2 can be converted to an adversary attacking a basic DH key exchange, by inserting the necessary hashes h i (g x ) and h j (g y ) (for i, j ∈ {1, 2, 3}) and random values for h 4 () and h 5 () (this is possible due to the random oracle model and Prop. 4.2) in the run of the basic DH key exchange before analysing the run. Hence the advantage of the adversary to distinguish the session key cannot be higher than its advantage in breaking the Diffie-Helman key exchange, which is at most O(2 −s ) by Prop. 4.2.
In the other case, in order to convince an oracle of A to use the share g a of the adversary in the second phase of the protocol, the adversary must ensure that h 1 (g a , p A ) ∈ H A for values H A , p A used in this oracle A. Note that due to the properties of the private channel, p A is unknown to the adversary. Hence the adversary has probability 2 −η to guess it right and authenticate its own share g a using h 1 (g a , p) in the commit phase. As |H A | ≤ z, the adversary can try at most z different values for p. Hence the total probability that a share of the adversary is accepted is at most z2 −η .
For each active attack then the probability of success is z2 −η . Success with one instance is independent of success in any other instance. Hence, with q attempts, the probability of success becomes (cf. [Fel57] )
With t = η this proves the theorem. ⊳
ϕKE for a bidirectional authentic channel
This protocol (see Prot. 4.2 and Fig. 2 ) again proceeds in four phases: commit, authenticate, exchange and validate (but with the first and second phase changing order). The exchange and verification phase are essentially equal to that of the previous protocol, except that Alice and Bob use session identifiers ι and ω derived from the authentication messages exchanged earlier.
To avoid man-in-the-middle attacks, the shares used in the key exchange phase must be authenticated. However, the capacity of the authentic channel is too small to do so directly. Instead, it is used to authenticate a small hash of the share to be used later on. This is not enough to ensure security: the adversary can trivially (in an expected 2 η−1 number of tries) find a share of his own that matches the authenticator that will be sent by Alice. Therefore, Alice and Bob must first commit to a share using a much larger hash value (against which it is infeasible to find collisions) but that has to be sent over the broadcast channel.
But even then a problem remains. For the adversary may try to commit to 2 η shares, corresponding to a specific authenticator value 4 . After the commit phase, when Alice reveals the authenticator a, the adversary simply reveals the share w with h 2 (w) = a. This scenario can be prevented 5 by limiting the number of commitments accepted to a constant z ≪ 2 η . 
Protocol 4.2: Anonymous ϕKE for bidirectional authentic channel.
In Prot. 4.2, the security parameters are determined by the size of the session key established and the capacity of the authentic channel. We set s = σ and t = η.
Analysis
It is straightforward to show that in an honest execution of Prot. 4.2, if Alice and Bob want to exchange a key, at the end of the protocol they do actually share the same key.
Security of Prot. 4.2 is proven as follows.
Theorem 4.4 The advantage of an adversary attacking Prot. 4.2 mounting at most q active attacks is at most
Proof: We split the proof in two cases. We first consider the case where the session key k generated by an oracle is not based on a share g a sent by the adversary and derived from a value a of his own choosing, and then consider the case where the adversary manages to convince the oracle to use such a share of his own choosing. If the session key generated by an oracle is not based on a share g a sent by the adversary and derived from a value a of his own choosing, then the proof is equal to that of theorem 4.3.
In the other case, in order to convince an oracle of A to use the share g a of the adversary in the third phase of the protocol, the adversary must ensure that both h 1 (g a ) ∈ H A , and h 2 (g a ) = β A holds for values H A , β A used in this oracle. Note that β A is unknown in the commit phase. Moreover, property 4.1 guarantees it is independent of values exchanged during the commit phase. Therefore, for each value g a committed by the adversary in the commit phase, the probability that h 2 (g a ) = β A is 2 −η . As |H A | ≤ z, the adversary can commit at most z shares with different hash values for h 2 . Hence the total probability that a share of the adversary is accepted is at most z2 −η . With the same estimate as used in the proof of Theorem 4.3, and with t = η, this proves the theorem. 
ϕKE for a private channel plus an authentic channel
In [Hoe04] , we have shown that a single channel that is both authentic and private can be used to solve the ϕKE problem straightforwardly using an Encrypted Key Exchange (EKE) protocol [BM92, KOY01, Jab96] as a building block. A combination of techniques from the previous two protocols can be used to show that with two channels both from Alice to Bob, one of which is authentic while the other is private, one can implement ϕKE. Due to space considerations, the construction is not shown here.
Conclusions and further research
We have shown that the ephemeral pairing problem, and the corresponding ephemeral key exchange problem can also be solved in completely anonymous broadcast networks. Generalisations of the ephemeral pairing problem to larger groups of nodes need to be investigated, as well as the possibilities to weaken the cryptographic assumptions and to simplify the protocols.
