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Tato práce rozebírá přístupy generování unikátních příkladů pro výukové účely a jejich vyu-
žitelnosti pro cvičení z předmětu Assemblery. Na základě výzkumu navrhuje a implementuje
systém pro vytváření pseudounikátních zadání. Součástí výstupu je kromě samotného sys-
tému i webové rozhraní zprostředkující přístup studentům během cvičení a další nástroje
usnadňující práci s generováním zadání.
Abstract
This study analyses approaches to generation of unique assignments for teaching purposes
and their potential usefulness for computer labs of assemblers course. Based on that research
we design and implement system for creating pseudo unique assignments. As part of the
work is also included web application for use directly during course and other tools aiding
further work with system itself.
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V této práci prozkoumáme současné možnosti generování textu s ohledem na využití au-
tomatické tvorby zadání pro výuku programovacího jazyka. Na základě výzkumu bude
bnavrhnut a implementován systém pro generování variabilních zadání. Účelem práce je
vyvinout aplikaci pro podporu výuky asemblerů na VUT v Brně, která omezí současné
plagiátorství a bude tím klást větší požadavky na pochopení látky.
K použití individuálních zadání mohou vést různé motivace. Nejčastěji se jedná o pro-
blém nedostatečného množství existujících příkladů [15]. Důvodem nedostatku může být
malý počet publikací, či naopak velké množství studentů. V druhém jmenovaném případě
pak vzniká problém s plagiátorstvím. S tím souvisí i nižší porozumění látce. Podle analýzy
[12] vede snadné sdílení řešení k tomu, že studenti nejsou nuceni chápat princip, na kterém
je úloha založena . Možnost vytvoření unikátního zadání pro každého studenta pak odstra-
ňuje tyto nedostatky. Provedené studie (např. [13] [15]) potvrzují pozitivní dopad. Jediným
negativem tak zůstávají zvýšené nároky na přípravu podkladů a na případné náročnější
opravování.
Zatímco v některých oblastech – parametrické příklady, permutované odpovědi – lze
spolu s řešením vygenerovat i klíče, není to možné například u komplexního slovního za-
dání. V této práci prozkoumáme možnosti existujících implementací a posoudíme jejich
použitelnost pro generování zadání v oblasti asemblerů.
Práce je rozdělena na tři hlavní části. První část je teoretická a pokrývají ji kapitoly 2
až 4. Je v ní obsažena analýza cvičení a výzkum současných prací zabývajících se metodami
automatizovaného generování textů. Jednotlivé cvičení jsou rozebrány především z pohledu
samostatných úkolů. Detailněji také popisuje problémy, které jsou motivací pro využití
automatického generování. Zbývající kapitoly této části pak popisují jednotlivé metody,
které je možné použít, či se používají pro generování úkolů. Systémy určené přímo pro
výukové účely a jejich přístup k tvorbě unikátních zadání jsou pak popsány v kapitole 3.
Závěrem je okrajově zmíněna alternativní metoda generování úloh – syntéza textu.
Druhá a třetí část se věnuje praktické stránce věci. Začíná návrhem aplikace obsaženém
v kapitole 5. Zde je uveden námi navržený princip generování a rozšiřující komponenty.
Poslední část tvoří popis implementace společně s jejím testováním.
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Kapitola 2
Cvičení ASM na FIT VUT
V této kapitole jsou popsány počítačová cvičení, která probíhají v rámci předmětu Assem-
blery vyučovaném na FIT VUT Brně. V jejich rámci jsou zadávány i samostatné úkoly.
Jelikož je generování cílem této práce, je jejich současnému stavu věnována zvláštní pozor-
nost.
Vztahem k mateřskému předmětu a situací okolo cvičení se zabývá kapitola 2.1. V ka-
pitole 2.2 je pak popsána náplň jednotlivých cvičení spolu s informacemi o zkoušených
znalostech. Závěrem se kapitola 2.3 zabývá současnými problémy, které má za úkol řešit
navazující diplomová práce, a požadavky na jejich řešení.
2.1 Organizace
Předmět Assemblery je zařazen do prvního ročníku bakalářského programu jako povinný.
Vzhledem k rozdílným vstupním znalostem studentů předmět nepožaduje žádné prerekvi-
zity a je strukturován pro poskytnutí kompletního úvodu do problematiky. Přednášky za-
čínají problematikou číselných soustav a jejich reprezentace, pokračují přes základy as-
semblerů pro Pentium, jeho použití a končí úvodem do RISC sady aplikačního přípravku
FITkit.
Výuka teorie probíhá v rámci přednášek a prakticky se doplňuje na pravidelných cviče-
ních. Během semestru se koná celkem 13 přednášek, které pak jsou od poloviny semestru
doplňovány celkem 7 cvičeními. Během jejich průběhu studenti za asistence cvičícího prak-
ticky aplikují teoretické znalosti z přednášek.
Závěrem každého cvičení je bodovaná samostatná práce. Jejich souhrnné hodnocení pak
tvoří až pětinu (= 20 bodů) celkové známky. Mezi stávajícími úkoly se vyskytují jak jedno
úlohové, tak i zadání, která jsou tvořeno několika nezávislými kroky.
2.2 Náplň cvičení
Níže uvedený popis cvičení vychází ze stavu v akademickém roce 2012/13. S ohledem na
kapacitu učeben (je potřeba vystřídat přes 600 studentů) probíhají cvičení v několika ter-
mínech celý týden. Pro každý tématický celek existuje několik ručně vytvořených variant
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zadání. Ty jsou vytvořeny ručně jednotlivými cvičícími. Každá varianta je použita v samo-
statném termínu.
Pro usnadnění práce je studentům k dispozici podpůrná knihovna funkcí, poskytující
snadné načítání/vypisování řetězců a čísel v různých formátech. Ta je v zadání označována
jako rw32.inc.
První cvičení je koncipováno jako úvodní. Je zařazeno krátce před přelomem semestru.
U studentů se v té době předpokládá znalost reprezentace číselných soustav a přehled
základních instrukcí procesorů Pentium. Pro tento běh nejsou vytvářeny žádné úlohy a
proto zde není detailněji popsáno.
2.2.1 Paměť, řídící konstrukce, bitové operace
Během tohoto cvičení se studenti seznamují s nástroji a získávají znalosti potřebné pro
kompilaci. Dále je procvičováno následující:
• práce s pamětí (adresace paměti, přenosové instrukce, limity adresování, datové typy),
• ASCII tabulka,
• celočíselné instrukce,
• bitové operace (logické operace, bitové posuvy, rotace),
• jednoduché řídící konstrukce (if-then-else).
Samostatná zadání se skládají ze 3 jednoduchých úloh, které na sebe mohou volně na-
vazovat. Malou část variability přináší do úkolů použití přihlašovacího jména studenta jako
data, se kterým je nadále pracováno. Mezi možné zadání patří načítání hodnot z klávesnice
(pomocí dodaných funkcí), matematické operace, porovnávání čísel a bitové operace.
Příklad zadání přímo používaného na cvičeních:
1. Do datového segmentu ve vašem programu zapište vaše příjmení a následně
vypište vždy na nový řádek dekadickou (s využitím WriteUInt8) a binární
(s využitím WriteBin8) reprezentaci posledního symbolu vašeho jména.
2. S využitím podprogramů z knihovny rw32.inc načtěte dvě 16-bitová ne-
znaménková čísla a proveďte jejich součet. Výsledek součtu uložte do pa-
měti a vypište jej na obrazovku.
3. V případě, že při sčítání v předchozím bodu došlo k přenosu do vyššího
řádu, proveďte logický AND výsledku s číslem 00ffh a výsledek vypište v
binární podobě na obrazovku.
2.2.2 Řídící struktury a konstrukce v assembleru
Úzce navazující na předchozí cvičení. Cílem je procvičit složitější koncepty za použití zís-
kaných znalostí. Mezi stěžejní body patří:
• rozšířená if-podmínka (jednoduché a složité podmínky, zkrácené vyhodnocování ),
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• větvení switch / case,
• cyklus s pevným počtem opakování for,
• cyklus s podmínkou pro opakování while a do . . . while.
Struktura úkolů je obdobná jako u druhého cvičení. Jednotlivé body zadání se zaměřují
na procvičení nové látky. Některé varianty kombinují více látky v jednom kroku, například
kopírování pouze malých znaků a čísel z řetězce, kde je potřeba použít for cyklus i strukturu
switch/case. Jako vstup používají některé varianty pole čísel nebo textový řetězec.
Příklad zadaného cvičení:
1. S využitím cyklu s pevným počtem opakování for spočítejte součin čísel 1
až 8 (tzn. faktoriál čísla 8). Výsledek vypište na obrazovku.
2. S využitím šablony datového segmentu (viz níže) vytvořte program, který
vypíše řetězec na adrese string in ukončený symbolem $ na obrazovku.
3. S využitím šablony datového segmentu (viz níže) naprogramujte cyklus,
ve kterém přečtete řetězec na adrese string in a zapíše jej na adresu string out,
přičemž při zápisu do paměti provedete nahrazení velkých písmen za malá
a naopak. Ostatní symboly nemodifikujte. Výsledný řetězec vypište na ob-
razovku.
Součástí tohoto zadání je i náhodný text nadefinovaný v datovém segmentu.
2.2.3 Zásobník a podprogramy
V tomto cvičení se studenti učí funkci registrů pro práci se zásobníkem a ozřejmují důvody
jeho používání. Kontrola nabytých znalostí spočívá v implementaci identického podpro-
gramu ve 2 verzích. Jednou s parametry předávanými přes zásobník a podruhé přes registry
(včetně uchování původní hodnoty registrů při návratu z funkce). Podprogramy se napříč
variantami liší počtem parametrů, počítanou matematickou funkcí a návratovým typem.
Příklad zadaného cvičení:
1. Podprogram s parametry předanými přes registry:
a) Vytvořte podprogram Rovnice Registry, který má tři parametry (a,b,c),
které jsou předané pomocí registrů EAX, EBX a ECX (32-bitová, zna-
ménková čísla).
b) Podprogram bude implementovat výpočet rovnice dle kódu v jazyce C
viz níže.
c) Výsledek bude tento podprogram vracet v registru EDX (uvažujte, že
výsledek se vždy vejde na 32 bitů).
d) V podprogramu zajistěte (např. pomocí zásobníku), že všechny obecné
registry a příznakový registr, které byly podprogramem modifikovány,
budou po volání podprogramu nastaveny na původní hodnoty (s vý-
jimkou výstupního registru).
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e) Do části ”main”implementujte kód pro jednoduché otestování (vypsání
na obrazovku) funkčnosti tohoto podprogramu.
2. Podprogram s parametry předanými přes zásobník:
a) Vytvořte podprogram Rovnice Zasobnik tak, že bude implementovat
tutéž funkci jako v předchozím bodě s rozdílem, že parametry budou
předány přes zásobník.
b) Podprogram bude používat lokální proměnné pro uložení mezivýsledků
tak, jak je popsáno v níže uvedené funkci v jazyce C.
c) Při vstupu/výstupu z/do podprogramu zajistěte vytvoření/zrušení stack-
framu (rámce zásobníku).
d) Zbytek zadání je shodný s prvním úkolem
Program v jazyce C odkazovaný z kódu implementuje řešení soustavy lineárních rovnic.
Programy obdobné obtížnosti obsahují v různých variacích i další možná zadání.
2.2.4 Pokročilé volání podprogramů a práce se zásobníkem
Procvičovaná látka staví na předchozím cvičení a dále ho rozvíjí. Navíc rozšiřuje zadání
o předávání parametrů hodnotou a odkazem. Bodované úlohy spočívají v implementaci
algoritmu, který využívá rekurzivního volání a ukazatelů. V současné době se jedná o funkci
faktoriálu a reverzaci řetězce. Zadání je ve formě programu v jazyce C.
2.2.5 Služby operačního systému, Win32 API
Studenti se procvičí ve volání funkcí Win32 API, předávání parametrů a ošetření případných
chyb. Ukázka principu práce s dynamickými knihovnami (kterými je i Win32) a ukázkové
příklady funkcí se probírají paralelně na přednáškách. Varianty zadání pracují vždy s ně-
kolika probranými funkcemi, např. zápis aktuálního času na disk, čtení obsahu ze souboru.
Příklad zadaného cvičení:
S využitím funkcí Win API vytvořte program, který vytvoří soubor [vas-login].txt
a do tohoto souboru zapište text. Text bude zadaný z klávesnice (text načtěte
pomocí ReadString z knihovny rw32.inc), do souboru zapište vždy jen tolik
(znaků), kolik jste skutečně přečetli. Z funkcí Win API využijete minimálně
tyto funkce:
1. CreateFileA pro vytvoření souboru,
2. WriteFile pro zápis do souboru,
3. CloseHandle pro uzavření souboru.
2.2.6 FPU (matematický koprocesor)
Celé cvičení je zaměřeno na procvičení práce s plovoucí desetinnou čárkou (FPU – floating
point unit). Teoretickou průpravu studenti absolvují na přednášce samostatně věnované této
problematice. V rámci samostatné práce mají studenti za úkol implementovat matematickou
funkci. Pro jednotlivé varianty se funkce liší.
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Příklad zadaného cvičení:
1. Z klávesnice načtěte čísla a a b typu float a pomocí FPU vypočítejte ná-
sledující rovnici x = a2 − 2 ∗ a ∗ b+ b2
Načtená čísla i výsledek uložte do paměti.
2. S využitím FPU vypočítejte faktoriál N, kde N je číslo typu int načtené z
klávesnice.
Výpočet faktoriálu provádějte v typu double a jednotlivé mezivýpočty (tzn.
faktoriál čísel 1 až N-1) vypisujte na obrazovku. Výsledek uložte do paměti
a vypište na obrazovku.
2.3 Požadavky na generované úlohy
Primární problémem, kterému čelí současná forma cvičení, je plagiátorství. Studenti sdílí
výsledky jednotlivých variant zadání za pomoci internetových fór či jiných nástrojů. Stu-
denti tak mohou dosáhnout plného hodnocení jenom pomocí kopírování výsledků, aniž by
plně pochopili látku.
Jako hlavní požadavek na generovaná zadání jsme tedy stanovili schopnost vytvářet
jedinečné varianty. Abychom vynutili pochopení zadání, je potřeba vytvořit systém tak,
aby umožňoval generovat potencionálně vysoký počet unikátních úloh.
Z praktického hlediska byly určeny i další nepřímo související požadavky. Pro správu
musí být systém snadno rozšiřitelný o nové šablony, optimálně bez nutnosti používat složitou
syntaxi či externí nástroje. Dále by měl systém fungovat jako webová aplikace s možností
distribuovat zadání a umožňovat jejich odevzdávání.
2.4 Shrnutí
V této kapitole jsem prozkoumal současnou formu zadávaných cvičení. Dále byly identifi-
kovány potřeby, které každý typ cvičení bude potřebovat.
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Kapitola 3
Systémy pro podporu výuky
V této kapitole se soustředíme pouze na implementace, které se zabývají dynamickým
vytvářením obsahu. Související historii předkládáme v kapitole 3.1, úvod do současného
stavu pak následuje v kapitole 3.2. V navazujících kapitolách 3.3 – 3.5 je poskytnut přehled
jednotlivých oblastí společně s ukázkou systémů.
3.1 Vývoj
První experimenty s nahrazením či doplněním lidského vyučujícího se datují už do roku
1924 [20]. V tomto roce Sidney Pressey představil pomůcku připomínající psací stroj, který
prezentoval uživateli vždy pouze jednu otázku a okamžitě vyhodnocoval odpověď. Jednalo
se ovšem o mechanický stroj, který procházel sadu předem zadaných otázek vždy v předem
daném pořadí. Toto chování bývá v této souvislosti označováno jako lineární programování.
Tento přístup se nicméně ukázal jako nedostatečný. Proto v 70. letech jako reakce na
toto zjištění, začaly vznikat tzv. branching programs, kdy systémy mohly podle odpovědí
nabídnout jiný krok, popřípadě opakovat některý krok předchozí. Tyto kroky (v angličtině
označované jako frames) ale musely stále být vytvořeny lidským vyučujícím. I když to zna-
menalo pokrok oproti předchozímu stavu, byla tato metoda stále terčem kritiky, protože
poskytovala jenom o málo více možností než programová učebnice. Při vytváření jednot-
livých rámců ale vyšlo najevo, že pro dostatečně velké množství oborů (např. aritmetika,
programování) není potřeba předpřipravených zadání, ale je možné – či přímo žádoucí –
generovat je přímo. To dalo za vznik generujícím systémům. Jejich výhoda byla spatřována
především v úspoře místa a nabídnutí tolika příkladů, kolik student potřeboval. Některé
práce dokonce podporovaly i možnost změny obtížnosti výstupních zadání [20]. Tyto sys-
témy se často označují jako Computer Aided Instruction (CAI) nebo Computer Aided
Learing. Generující verze pak jako generative CAI [25].
Jako jejich nedokonalost byla ale stále spatřována absence znalosti o vyučované doméně
informací a o znalosti studenta. To mimo jiné omezovalo generování zadání na procvičující
příklady stejného typu. Reakcí na tyto problémy byl vznik inteligentních výukových sys-
témů - Intelligent Tutoring Systems (ITS) [20]. Původní definice [25] oproti předchůdcům
považovala za zásadní rozdíl oproti předchůdcům explicitní znalost o vědomostech studenta
a o předávaných informacích s přihlížením k těmto datům při rozhodování o dalším průběhu
výuky. Definice se ovšem v průběhu doby mírně upravila do formy uvedené v kapitole 3.5.
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3.2 Současnost
Na svém počátku byly přístupy uvedené v předchozí kapitole považovány za méně efektivní
v porovnání s klasickou výukou vedenou člověkem. Pro jejich porovnávání se používá efek-
tivita, v literatuře k nalezení pod pojmem effective size [7] (český ekvivalent není). Jako
základ používá průměrné výsledky z kontrolních testů jednotlivých přístupů. Samostudium
je považováno za počáteční hodnotu a efektivita ostatních přístupů je rozdíl průměrné hod-
noty od dané metody uvedený jako násobek směrodatné odchylky samostudia. Původní
konsensus byl, že metody CAI, ITS a lidský vyučující mají hodnoty 0.3, 1.0 a 2.0. Novější
studie nicméně shrnuje analýzu původních prací spolu s nově provedenými experimenty
a uvádí efektivitu ITS jako 0.76 a u konvenčního přístupu dokonce 0.79 [25].
V současné době můžeme rozlišit 3 hlavní oblasti vývoje těchto systémů. První vychází
prakticky beze změny z metodologie CAI. Jedná se o nástroje specifické pro určitý problém,
například analýzu kódu nebo generování jednodruhových příkladů. Tyto jsou popsány v ka-
pitole 3.3. Druhá oblast staví na CAI, ale řeší výuku i z hlediska administrativní stránky
věci. Pro tuto oblast je používáno označení learning managment system (LMS). Typicky
podporují libovolné kurzy. Tím jsou pro nás zajímavé právě z hlediska generování zadání
pro studenty. Jejich detailnějším popisem se zabývá kapitola 3.4. Poslední oblastí, rozebrané
v kapitole 3.5, jsou samotné ITS.
3.3 Systémy pro podporu výuky CAI
Do této kategorie lze ve své podstatě zařadit libovolný počítačový systém použitý pro vý-
uku. Někteří autoři uvádějí jako příklad výukové hypertexty. [10] Díky tomuto nejasnému
rozlišení neexistuje ucelený přehled prací či literatura zabývající se obecně touto problema-
tikou.
Na rozdíl od ITS je v této oblasti více prací zabývající se generováním příkladů. Tento
jev je možné přikládat v prvé řadě historickým predispozicím (viz generativní CAI v kapi-
tole 3.1), potencionálně pak i jejich jednodušší implementaci [10].
Do této kategorie lze také zařadit největší počet zástupců námi zkoumaných systémů.
Vzhledem k obecné definici byly do průzkumu zahrnuty pouze práce, které obsahují či se za-
bývají generováním zadání. Krátké shrnutí nejrelevantnějších z nich je uvedeno v následující
kapitole.
3.3.1 Související práce
Synthetic data generation for problem sequence [1] Tento systém je určený pro ge-
nerování zdrojových kódů v jazyce C. Mezi jeho přednosti patří možnost ohodnotit jednot-
livé elementy generující šablony. Díky tomu je možné vytvořit několik navazujících zadání,
které se postupně stávají komplikovanějšími. Proces vytváření ale nelze přímo řídit. Jako
šablony jsou použity textové soubory kombinující zadání i řídící příkazy. Neexistuje žádný
příkaz pro vložení šablony, veškerý kód musí být obsažen v jednom souboru. Mezi 17-ti vý-
razy, kterými lze ovlivnit chování generujícího skriptu, patří výběr náhodného datového
typu, podmíněné mazání nebo možnost repetice textu. Pokud je použita podmínka, přiřadí
se při prvním vyhodnocení proměnným náhodné hodnoty. Systém je v praxi používán pro
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generování jak samostatných úkolů, tak i pro testová zadání.
QuizPACK [5] Jedná se o webový systém pro vytváření programových zadání. Autoři
po analýze otázek napříč jimi vyučovanými kurzy objevili, že velká část problémů je typu
porozumění kódu. Toto pozorování se objevilo napříč zkoumanými jazyky (Lisp,C, Java).
Systém poskytuje prostředky pro parametrizované generování kódu (podobným způsobem
jako předcházející práce) a dále studentské rozhraní pro testování. Při hledání správné
odpovědi používá unikátního řešení. Generovaný kód se zkompiluje a spustí s parametry
daného zadání. Navzdory tomu, že původní motivace byla pouze poskytnout studentům
nástroj pro vlastní ověření znalostí, byly vygenerované příklady s úspěchem použity i při
zkouškách.
Problets - dynamicaly generating problems [15][16] Znovupoužitelný systém pro
výuku specifických problémů. Jeho chování se modifikuje vytvořením speciálního modulu,
který splňuje povinné rozhraní pro vizualizaci, textové zadání a uživatelské rozhraní. Umožňuje
pracovat ve dvou režimech: procvičování a zkoušení. V současnosti jsou publikovány dvě
práce, které ho využívají. První se věnuje problémům viditelnosti proměnných, druhá pak
pořadí vyhodnocování binárních operátorů v jazyce C. Obě implementace jsou nasazeny
při výuce programovacích jazyků na univerzitní úrovni.
SAIL - generating specialized assignments [4] Balíček maker pro LATEX určený pro
generování zadání. Motivací autorů bylo poskytnout jednoduchou platformu umožňující
reprodukovatelné vytváření unikátních úkolů. Systém rozšiřuje původní funkce prostředí
LATEX o generování pseudonáhodných čísel a seznamů, permutaci odpovědí a souběžné vy-
tváření klíče pro testy. Nad systémem je postavené webové rozhraní umožňující jednoduché
prohledávání existujících šablon včetně jejich náhledů.
3.3.2 Možnosti využití
S ohledem na rozsáhlou definici se tato kapitola zaměřila pouze na studie tématicky blízké
cíli této práce – generování zadání. Našim požadavkům pro generující část se nejvíce při-
bližuje rozšíření pro LATEX Sail. Jeho implementace ale není dostupná pro bližší zkoumání
a studie sama popisuje použité metody pouze na obecné úrovni. Ostatní systémy se sou-
středí na vytváření instancí specifických programových problémů a nepočítají s generováním
přirozeného textu.
3.4 Systémy pro správu výuky LMS
Jako reakce na požadavky pro automatizaci administrativních záležitostí spojených s výu-
kou vznikly systémy označované jako Learning Managment Systems [8]. V průběhu doby na
ně byla uvalena další kritéria. Jedno z nich, pro tuto práci stěžejní, byla možnost poskytovat
přímou podporu pro výuku a s tím spojené generování testů [3].
Převládajícími systémy jsou uzavřené (v kontrastu k open source přístupům) Blackbo-
ard a Desire2Learn. Spolu s otevřeným Moodle zabírají přes 80% trhu. Tyto systémy, stejně
jako majorita ostatních, poskytuje webové rozhraní pro studenty i vyučující [11].
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Náš zájem o systémy je omezen pouze na jejich přístup ke generování otázek. Všichni
zkoumaní zástupci používají do jisté míry uniformní přístup k získávání otázek, který není
pro tuto práci relevantní. Proto budou zmíněny jenom ve stručnosti.
Testové otázky jsou tvořeny výhradně manuálně a jedinou variabilitu pak poskytuje
záměna pořadí odpovědí či výběr podmnožiny špatných možností. Pro usnadnění vytváření
testů ale poskytuje většina systémů databázi otázek. Ty mohou být tvořeny jak uživatel-
ským obsahem, tak i obsahem dodaným od autorů systému. Typickými sadami předpřipra-
vených dat pak jsou kontrolní otázky z výukových publikací.
Vzhledem k odlišné filozofii generování otázek nejsou pro nás přístupy v této oblasti pou-
žitelné. Potencionální použitelnost lze nicméně najít ve zkušenostech s nasazením systémů
jako webových aplikací.
3.5 Inteligentní výukové systémy ITS
Pod označení ITS lze dle definice [10] zahrnout libovolný program sloužící k výuce, který
využívá v některé oblasti umělou inteligenci (dále UI). Klasická implementace se přitom
podle [20] skládá ze 4 komponent – modelu expertního, výukového a pro reprezentaci zna-
lostí studenta a uživatelského rozhraní. Jakákoli z komponent přitom může používat UI na
různých úrovních popřípadě vůbec ne.
Navzdory pokrokům ve zpracování přirozeného jazyka je většina systémů omezena na
domény, kde lze snadno parametrizovat vstup nebo vyjádřit postup. Především tedy na
fyziku či matematiku.
Vkládání nových informací do systémů je díky komplexnosti netriviální záležitostí. V zá-
vislosti na zaměření systému je potřeba součinnosti několik specialistů v oblastech od psy-
chologie učení, uživatelského návrhu po samotného doménového experta [20] [10].
Nejčastěji vyzdvihovanou pozitivní vlastností systémů je přizpůsobení stylu učení jed-
notlivci. A to jak co se rychlosti týče, tak i v oblasti prezentování obsahu [20]. Bohužel
v praxi je premisa individuálního přístupu k problémům řešena až ve fázi hledání odpo-
vědi. ITS tak například mohou použít při vysvětlení chyby či podání nápovědy odkaz na již
pochopené koncepty. Nezohledňují už ale data z modelu studentských znalostí při tvorbě
nových zadání. Díky tomu jsou sice schopné připravit studentovi zadání na míru, ale až na
základě interakce s ním. Z toho důvodu není tato vlastnost pro tuto práci přínosná.
3.5.1 Související práce
CIRCSlM-Tutor [9] Jeden z prvních systémů používající pro komunikaci přirozeného
jazyka [26]. Je určen pro výuku kardiovaskulární fyziologie. Problémy jsou vytvářeny ná-
hodnou změnou jednoho z parametrů vyučovaného modelu. Změny závisejících hodnot jsou
získány pomocí expertní komponenty. Po studentovi je pak formou dialogu požadován po-
pis těchto změn. Generování zadání je plně dostačující pro funkci tohoto systému. Jeho
individualita je omezena počtem parametrů modelu, plní tedy spíš cíl pochopení látky, než
omezení plagiátorství.
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Zosmat [14] Komplexní řešení určené jak pro individuální, tak pro doplňkovou výuku
vyvinuté v Turecku. Mezi jeho schopnosti patří sledování výkonu jednotlivých studentů
a možnost přizpůsobit podle něho výběr prezentované látky a zadání testů. Podle dostup-
ných informací není jeho použití omezeno na jednu znalostní doménu. Bohužel není o tomto
systému publikováno více prací a nelze tedy činit detailnější závěry o použití generovaných
zadání.
Why2-Atlas [26] Jedná se o systém vyvinutý v roce 2002 na University of Pittsburg. Jeho
největší předností je zpracovávání přirozeného jazyka (pouze v angličtině) a schopnost vést
se studentem dialog vedoucí k vysvětlení konceptu či vyřešení problému. Je určen pouze
pro výuku v doméně fyziky. Toto omezení je dáno nastavenými předpoklady pro analýzu
vstupu od studenta. Tvorba zadání je plně řízena člověkem a je potřeba ručně vytvářet
linii uvažování (line of reasoning) a očekávané chybné vstupy. V souladu se zavedenou
terminologií je tedy umělá inteligence použita pouze ve výukové komponentě.
3.5.2 Možnosti využití
Systémy, které byli podrobeny zkoumání, používají umělou inteligenci především pro ucho-
vání expertní znalosti a při řešení příkladů. Generování zadání, pokud je přítomno, se
omezuje pouze na parametrickou změnu hodnot.
Nepodařilo se nám tedy najít implementaci, která by se zabývala vytvářením příkladů
podle zadaných požadavků. Rozšířené možnosti, které je možné využít při nasazení ITS pak
nijak nedoplňují záměr této práce. Nadále je s nimi uvažováno pouze jako s doplňujícím
informačním zdrojem.
3.6 Shrnutí
Prozkoumal jsem možnosti systémů použitých pro výuku. Z každé kategorie bylo analyzo-
váno několik zástupců a byl vyhodnocen jejich potencionální přínos pro tuto práci. Jako
nejperspektivnější se jeví použití přístupu používaného systémem SAIL, který je popsán
v kapitole věnující se CAI. Ostatní typy – LMS a ITS – neřeší problém generování vůbec




Metody generování textu lze rozdělit do dvou hlavních oblastí. Do první můžeme zařadit
obecně použitelné, jazykově orientované přístupy, rozebrané v kapitole 4.1. Druhou oblastí
popsanou v kapitole 4.2 pak jsou jednodušší, účelově specifické metody založené na šab-
lonách [6]. S ohledem na práci se vstupními daty (strukturami) bývají také někdy tyto
metody označované jako mělké a hluboké (shallow a in-depth). První jmenované používají
pro generování pouze části vstupu, které jsou přesně definované. Hluboké metody se pak
snaží porozumět celé vstupní struktuře a upravit podle ní výstup [6].
I když oblast generování vstupních struktur přímo nesouvisí se syntézou textu, je klíčová
pro tuto práci. Z [17] byly proto vybrány práce, které se zabývají i touto oblastí a v krátkosti
jsou uvedeny u každé metody.
4.1 Hluboké metody
Vytváření textů tímto přístupem je součástí širší disciplíny – počítačové lingvistiky. Ta je
podoborem umělé inteligence, která se vyvýjí od 60. let [23]. Hlavním určujícím rysem této
metody je chápání morfologie generovaného textu společně se schopností rozpoznat a použít
pouze relevantní údaje [17]. Díky tomu mohou tyto metody například místo opakování
stejné informace údaje agregovat a poskytnout tak užitečnější výstup.
Z hlubokých metod jsme analyzovali dvě práce, které reprezentují nejčastější přístupy
používané pro reprezentaci vstupu.
Minstrel [24] Jedná se o systém pro procedurální generování příběhů. Vstupní data jsou
tvořena modelem reprezentujícím aktéry příběhu. Ty tvoří osoby a věci. Osoby mají své
cíle, které se za pomoci akcí s ostatními aktéry snaží dosáhnout. Vstupem pro generátor
textů tak je chronologický seznam akcí provedených aktéry. Ten na základě své analýzy
může jednotlivé akce z popisu vypustit, sloučit s jinými atp. Ačkoli má tato metoda své
opodstatnění pro tvorbu příběhů, v případě manuálního vytváření vstupu není její nasazení
praktické.
Expressive Generation for Interactive Stories [27] Text je tvořen formou dialogu.
který je získán na základě vygenerovaného acyklického grafu. Te popisuje morfologické
14
závislosti a vlastnosti. Při stavbě dialogu je použito jak zadaných vstupních dat, tak i
osobností, které dále modifikují výstup, například přidáváním citoslovců.
Obě práce se zabývají generováním čistě přirozeného jazyka a nepodporují kombinaci
s jinými druhy (např. multimediálního) obsahu. Pro použití v kombinaci se zdrojovými
kódy (viz kapitola 2.3 s požadavky) by tak bylo potřeba použít 2 úrovně generování. Jednu
pro programový kód a druhou pro přirozené texty. Zadání by tak bylo předáno formou
souvislého přirozeného textu, což je velký odklon od současné formy.
4.2 Mělké metody
Tento přístup se podle [19] liší od předchozí metody především v úrovni porozumění smyslu
textu. Vznikl jako reakce na výpočetní komplexnost hlubokých metod. Obtížně řešitelné
problémy, např chápání kontextu, tak jsou nahrazeny předpoklady. Jednotlivé úrovně zjed-
nodušení nejsou nijak definovány.
Pro největší míru simplifikace používá [22] označení canned text. Jedná se o přístup,
kdy jsou předpřipraveny samotné texty (například chybová hlášení) a je pouze vybrána
správná šablona. Ta může být popřípadě obohacena o předem dané parametry (v našem
příkladu například číslo chyby). To poskytuje ve srovnání s inteligentními metodami méně
flexibility a potencionálně vyšší nároky na údržbu. Dalším nebezpečím, vzhledem k tomu, že
šablony využívají fixně dané struktury, je také nekonzistence mezi produkovaným výstupem
a skutečným stavem (Pokud stav nebude nadále reprezentován číslem chyby ale popisem,
staré šablony mohou zobrazovat nesrozumitelné údaje). I přesto ale zůstávají díky své
jednoduchosti rozšířené .
I když se jedná o metodu pro generování přirozeného jazyka, např. [2] používá obdobu
canned text pro tvorbu syntetických XML dat.
Díky široké definici této oblasti, do ní svým přístupem spadají i některé systémy popsané
v kapitole 3.3.1 (např. SDG, SAIL). Během výzkumu jsme nicméně nenašli práce, které by
svým řešením byli přínosné pro naší aplikaci.
4.3 Shrnutí
V této kapitole jsme nastínili přístupy používané pro syntézu textu. Hluboké metody jsou
pro naše účely nevhodné. Mělké metody se prolínají s některými implementacemi CAI





V této části práce budou detailněji popsány požadavky na navrhovaný systém. Během
počátečního výzkumu jsme nenašli práci odpovídající našemu tématu. Ze získaných znalostí
tak jsou aplikovány pouze poznatky ze standardních šablonovacích jazyků.
V první kapitole se nachází podrobněji popsané zadání a rozbor požadavků na hlavní
funkcionalitu. Ty jsou doplněny o rozšiřující požadavky nad rámec původního zadání pro
zlepšení využitelnosti aplikace. Kapitola 5.2 popisuje základní myšlenku jádra systému a
jeho provázanost s ostatními komponentami. Zbývající prostor je pak věnován nadstav-
bám nad samostatnou aplikací - webovému rozhraní a nástrojům příkazové řádky. První
jmenovaná se zabývá rozšířením určeným pro přímé nasazení systému během počítačových
cvičení. V druhé části je popsán soubor skriptů určených pro usnadnění vývoje nových
šablon a hromadné vytváření zadání.
5.1 Požadavky
Požadavky na systém pocházejí především ze dvou hlavních zdrojů. První tvoří přímo
zadání práce. Druhý zdrojem jsou konzultace s vedoucím práce a týkají se hlavně nasazení
a použitelnosti.
Vstupem aplikace jsou šablony zadání. Na jejich základě je vygenerována sada unikát-
ních zadání. Každé zadání by mělo být smysluplné a mít logickou návaznost. Šablony by
měly být parametrizovatelé, tj. pro každou šablonu by mělo být možné definovat jeden či
více parametrů, které ovlivní její výstup. Jazyk použitý pro zadávání šablon by měl být co
nejjednodušší.
Co se týče rozsahu a variability, musí být aplikace schopná vygenerovat cvičení alespoň
v podobě, v jaké existují nyní. Součástí aplikace je i komponenta pro správu těchto šablon.
Cílové platformy pro plánované použití jsou jak operační systémy Linux, tak i Win-
dows. Nasazení systému by optimálně nemělo být podmíněno nestandardními závislostmi.
Základní funkčnost aplikace (generování) musí být poskytnuta i v případě pokud není pří-
tomno grafické rozhraní.




S ohledem na plánované nasazení systému přímo ve výuce byly určeny požadavky na rozšíření
systému. Ty se dotýkají dvou rovin — vývoje a nasazení.
Vývoj Pro vytváření vlastních šablon je potřeba, aby aplikace poskytovala dostatečně
jednoduché prostředky pro jejich tvorbu a testování. Motivací je především poskytnout
platformu pro přímé nasazení systému včetně komplexních nástrojů pro vývoj nových šab-
lon.
Nasazení Pro plánované nasazení systému je potřeba vytvořit webové rozhraní. To bude
poskytovat přístup studentům i vyučujícím. Bude umožňovat správu studentů po celou
dobu trvání semestru. Každému studentovi bude umožněno nechat si vygenerovat zadání a
odevzdat k němu jeden soubor. Odevzdané soubory může vyučující hodnotit. Přístup pro
studenty bude pouze na základě přihlašovacího jména. Pro vyučující bude potřeba znát
individuální heslo. Výsledky budou přístupné vyučujícímu ve formátu vhodném pro import
do informačního sytému fakulty (WIS ).
5.2 Jádro systému
Pod pojmem jádro je v této práci myšlena část systému nutná pro základní funkcionalitu,
tak jak je popsána v kapitole 5.1. Princip generování je založen na principu bezkontextových
gramatik a je popsaný v kapitole 5.2.1. Funkcionalita potřebná pro generování je rozdělena
do logických celků s ohledem na princip single responsibility [18]. Části tak pokrývají mini-
mální potřebnou funkcionalitu a jejich další dělení by nebylo přínosné. Funkce poskytované
jednotlivými stupni jsou načítání šablon, jejich zpracování a samotné generování zadání.
Bloky mezi sebou komunikují přes definované rozhraní. Pojmenování jednotlivých bloků
je společně znázorněno na obrázku 5.1 v kontextu ostatních komponent systému. Jejich














Obrázek 5.1: Blokový diagram komponent systému.
5.2.1 Princip generování
Jak bylo uvedeno v úvodu, je vytváření zadání založeno na bezkontextových gramatikách.
Základní definice bezkontextové gramatiky nicméně nesplňuje požadavek uvedený v kapitole
5.1, aby šablona byla parametrizovatelná. Z toho důvodu použijeme definici rozšířenou o
parametry založenou na [21].
Parametrická bezkontextová gramatika, ze které vychází tato práce, je definována ná-
sledovně:
G = (N, σ, a, I, P, s)
kde
• N je množina nonterminálních symbolů,
• σ množina terminálních symbolů,
• a : N → σ je funkce vracející počet parametrů očekávaných nonterminálem,
• I je množina symbolů označující parametry,
• P jsou přepisovací pravidla,
• s je počáteční nonterminál, pro který platí a(s) = 0.
Množiny N , σ a I jsou navzájem disjunktní. Pravidla jsou definována ve formě:
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n(i1, ..., ip) ::= α
pro n ∈ N a kde α značí iteraci nad množinou sjednocující terminální a nontermi-
nální symboly a použité parametry. Nonterminální symboly jsou navíc omezeny podmín-
kou předání odpovídajícího počtu parametrů. Ty mohou být tvořeny iterací nad společnou
množinou terminálů a zadaných parametrů.
Krok derivace je obdobný původní definici. Před jejím provedením je ale provedena
substituce podle předaných parametrů. Nespecifikované definice jsou shodné se standardní
definicí bezkontextových gramatik.
Tato definice splňuje nárokované požadavky. Výstupem je pak libovolná věta získaná
pomocí této gramatiky. Při existenci více přepisovacích pravidel pro stejný nonterminální
symbol je použité pravidlo určeno náhodným výběrem. Pro zajištění konzistentního chování
provádíme nejlevější derivaci.
Pro účely našeho generování může být ale její použití nepraktické. To budeme demon-
strovat na zjednodušeném příkladu založeném na současném cvičení. Jeho požadavky jsou
následující:
• příklad má 2 části,
• každá část může (ale nemusí) pro svůj výpočet potřebovat různá data,
• data je nutné uvést ve speciálním kódovém bloku,
• z důvodu externích omezení není možné blok použít vícekrát.
Toto cvičení lze vygenerovat například následující gramatikou:
G = (N, σ, a, I, P, s)
kde:
• N = CV ICENI, PRIKLAD1, PRIKLAD2; s = CV ICENI
• σ = text1, text2, data
• a(CV ICENI) = 0, a(PRIKLAD1) = 1, a(PRIKLAD2) = 1; I = blok
• P :
CV ICENI → PRIKLAD1()
PRIKLAD1(blok)→ text1PRIKLAD 2(kod)
PRIKLAD2(blok)→ text2blok
V této zjednodušené podobě by šel příklad řešit pomocí klasické BKG, nicméně pouze
za cenu nutnosti zavedení nových pomocných pravidel. Ty by pak musely být vytvořeny
uživatelem nad rámec pravidel pro něj užitečných.
Jak je vidět, potřebné data se musejí předávat pomocí parametrů přes všechny nonter-
minály cvičení. Byly by tak kladeny větší nároky na autora cvičení, který by musel všechny
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případy ošetřit. V krajních případech, kdy by byl kód generován zanořeným nonterminálem,
by dokonce nebylo možné gramatiku sestavit a bylo by nutné upravit formulaci zadání.
Z výše uvedených důvodů není generování striktně založeno na BKG. Pravidlům je
umožněno, kromě přímého přepsání na výstup, modifikovat sdílené proměnné. Na pravidlo
tak lze pohlížet jako na lineární funkci s parametry, která umožňuje ukládat výstup i do
globálních proměnných.
5.2.2 Načítání šablon
Pod pojmem šablona rozumíme soubor pravidel. Fáze načítání šablon získává nezpracovaný
text šablony z místa jejího uložení a předává ho části systému ke zpracování. Tento blok
neslouží k rozlišování pravidel a pouze poskytuje rozhraní nad úložištěm, ve kterém jsou
šablony uloženy.
Z hlediska navazujících stupňů zpracování je způsob uložení šablon irelevantní a může
být implementován v závislosti na zamýšleném použití. Mezi vhodné potencionální kandi-
dáty pro úložiště můžeme zařadit soubory na pevném disku či databázi.
Pro určení úložiště jsou použity identifikátory. Ty nemají ostře vymezený význam. Jsou
na ně ale kladeny určité požadavky. Patří sem:
• unikátnost — každá šablona musí mít unikátní označení,
• stálost — identifikátor se v čase nemění,
• čitelnost — identifikátor musí být čitelný pro uživatele.
Poslední bod je důležitý především pro komunikaci s uživatelem v případu výskytu
chyby při načítání. Smysluplné označení je tedy žádoucí pro urychlení opravy.
Izolace načítání šablon do vlastního bloku ale poskytuje snadný bod úpravy nejen pro
případnou změnu zdroje. Vzhledem k možnosti plně modifikovat vstup před použitím v
systému je například možné vytvořit vlastní implementace kontrolující aktuálnost dat s
centrálním úložištěm, popřípadě při použití systému ve sdíleném prostředí umožnit načítat








Obrázek 5.2: Tok dat při načítání.
Funkce načítání šablon je znázorněna na obrázku 5.2. Na základě předaných identifiká-
torů jsou z úložiště načteny šablony. Ty jsou předány dál ve formě n-tice dvojic. Dvojce se
popořadě skládá z identifikátoru konkrétní šablony a šablony samotné.
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Jeho vstupem je seznam identifikátorů (definovaných dále) určujících uložení vstupu a
výstupem pak uspořádané dvojce identifikátoru a textu šablony. Z tohoto důvodu je jejich
načítání přesunuto do dedikované části, která je implementována jako samostatná třída.
5.2.3 Zpracování šablon
Druhým stupněm při zpracování je blok zodpovědný za převedení vstupního textu šablon
na jednotlivá pravidla. Výstupem pak jsou pravidla upravená do formy interpretovatelné
generátorem.
Zpracování probíhá na základě n-tice předané z bloku načítání. Obsah jednotlivých ša-
blon je zpracováván v pořadí, ve kterém je uveden. Pokud se vyskytne více šablon s identic-
kým identifikátorem, projde zpracováním pouze první. Ostatní výskyty budou ignorovány.
S ohledem na specifika načítání šablon uvedených v předchozí kapitole se jedná o stejnou
šablonu. Její zpracování by bylo redundantní a ovlivňovalo by výsledek náhodného výběru
pravidel. K této situaci může dojít například při použití více překrývajících se zdrojů.
Případné modifikace či rozšíření jazyka se mohou omezit pouze na změnu tohoto bloku
v rámci zpracovávání. Potencionální rozšíření chování může být například v přidání rozpo-







             pravidlo
             pravidlo
nonterminál
...
Obrázek 5.3: Tok dat při zpracování.
Během zpracování nedochází k vyhodnocování pravidel. Způsob zapsání pravidel může
být libovolný a záleží pouze na chování specifického implementace, jak bude vyhodnocen.
Pro naše účely jsem navrhl jazyk pro definici šablon, který je podobněji rozebrán v samo-
statné kapitole 5.2.5.
Na obrázku 5.2.3 jsou znázorněny vstupy a výstupy bloku. Vstup kopíruje výstup bloku
načítání a umožňuje tak přímé propojení. Výstupem pak je asociativní pole, kde jsou pod
nonterminálními symboly uloženy n-tice pravidel. Bližší informace o způsobu uložení pra-
vidla jsou uvedeny v následující kapitole.
5.2.4 Generování zadání
Tento blok je posledním v řetězci zpracování. Jak bylo uvedeno v úvodu této kapitoly,
je generování založeno na bezkontextových gramatikách. Výstupní text je generován na
základě počátečního nonterminálního symbolu a sadě předaných pravidel. Generátor vždy
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             pravidlo
nonterminál
...
Obrázek 5.4: Tok dat při generování.
Blok má celkem dva vstupy, jak je znázorněno na obrázku 5.2.4. První je počáteční non-
terminální symbol a druhý je slovník obsahující pravidla. Specifika slovníku jsou shodná s
výstupem bloku pro zpracování šablon. Pravidla obsažená ve slovníku jsou funkce, které na-
vracejí derivovaný text. Vložení jiného nonterminálu je provedeno zavoláním stejnojmenné
funkce. Zároveň mohou pravidla při svém provádění přistoupit do sdíleného prostoru a
zapsat nebo přečíst obsah libovolné proměnné.
Vzhledem k tomu, že pravidla jsou zakódována ve formě sekvenčně prováděného pro-
gramu, provádí generátor vždy nejlevější derivaci. Provedená derivace nemá žádné vedlejší
účinky na stav generátoru. Je tak možné provádět vícečetné generování bez nutnosti vy-
tvářet novou instanci generátoru.
Generátor nebude provádět kontrolu unikátnosti výstupu. Předpokládám dostatečnou
variabilitu šablon pro vytvoření pseudo-unikátních zadání (tedy dostatečně unikátních pro
cílové potřeby aplikace).
5.2.5 Šablonovací jazyk
Návrh jazyka odráží požadavky uvedené v kapitole 2.3. Je úzce propojen s blokem zpraco-
vání šablon, který je čistě zodpovědný za jeho načtení. Cílem jazyka je poskytnou dosta-
tečné prostředky pro vytváření zadání podle zadaných požadavků. Pro jednoduché budoucí
rozšiřování neposkytuje jazyk veškerou potřebnou funkčnost sám, ale za pomoci standardní
knihovny. Jazyk se tak skládá pouze ze základních konstruktů.
Pro definici pravidla jdou potřebné následující položky:
• název přepisovaného nonterminálního symbolu,
• jeho parametry,
• pravou stranu pravidla.
Pro potřeby rozšiřování navíc jazyk umožňuje zadání přímého kódu a poznámky k da-
nému pravidlu. Přímý kód je část programu, která bude vyhodnocena při provedení pravidla
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před samotnou definicí textu. Poznámka slouží jenom pro uživatele a není v aplikaci nikde
použita.
Pravá strana pravidla může obsahovat buď čistý text (který je považován za terminální
symbol), nebo jednu z možných variant pro vložení nonterminálu. Ty jsou popsány v tabulce
5.1. Zápis nonterminálu lze navíc provést dvěma způsoby. Pokud nonterminální symbol
nepotřebuje parametry, lze jej vložit přímo jako název, tzn {{nonterminal}} i jako volání s
prázdnými parametry {{nonterminal()}}. Tyto zápisy jsou ekvivalentní. V případě potřeby
určení parametrů pro nonterminál se jeho volání provede jako {{nonterminal(parametrA,
parametrB)}}. Obalující závorky přitom nejsou součástí výstupu.
Vstup interpretace
text prostý text, který bude předán tak, jak je
{{nonterminál}} po vyhodnocení je nonterminál
vložen do výstupu jako text
{{nonterminál»proměnná}} výsledek vyhodnocení je zachycen do proměnné
neprodukuje žádný výstup
Tabulka 5.1: Interpretace textu.
Použití zdvojených složených závorek pro oddělení má dvojí opodstatnění. V prvé řadě
umožňuje zdvojení bezproblémový zápis programů v jazyce C, které jsou v některých vari-
antách zadání potřeba. Dále je pak uvolněna cesta pro potencionální využití aplikace pro
generování kódu LATEX, bez potřeby escapování (možnost zapsat vstup, normálně značící
řídící prvek jazyka tak, aby byl vyhodnocen jako prostý text).
Jazyk používá řádky, jako hlavní oddělovače . Definice jednotlivých částí pravidla je
uvozena odpovídajícím názvem části, za kterým následuje znak ”:”a popřípadě hodnota.
Finální podoba plně definovaného pravidla zapsaného v tomto jazyce má následující po-
dobu:
nonterminal: test
params: a, b = 10
note: poznámka
code:
# přímý programový kód v cílovém jazyce
text:
Vlastní text šablony. {{promenna}}
{{sablona(parametr_1, parametr_2 )}}
Začátek každé řádky určuje význam zbylého obsahu. Pro označení nonterminal, params
a note je za tento obsah považován zbytek řádky. Označení code a text fungují rozdílně.
Při jejich výskytu jsou za zbylý obsah považovány řádky, které následují, až do nejbližšího
výskytu jiného označení.
Definice pravidla vždy musí začít označením nonterminal a musí obsahovat alespoň
jedno z označení text nebo code. Ostatní jsou volitelná a jejich standardní hodnota je
prázdný řetězec. V rámci jednoho textu je možné definovat více pravidel.
Pro běžné šablony předpokládáme primární použití části text. Část pro přímé zadání
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kódu slouží primárně pro účely vytváření funkčnosti ve standardní knihovně. Její použití
ale není nijak omezeno, je proto možné použít ji i v běžných šablonách.
Způsob zadávání je navržen pro minimální syntaxi. Použití robustnější metody zapiso-
vání pravidel (například pomocí XML) by totiž nebylo zcela v souladu s požadavkem na
jednoduchost šablon.
5.2.6 Shrnutí
V této kapitole jsem navrhl princip fungování systému splňující všechny body požadavků.
Proces generování byl rozdělen na dílčí bloky a byly definovány jejich závislosti a chování.
Vzhledem k nedostatku publikací o specifickém tématu této práce, je navržený postup
vytvořen bez předlohy. Závěrečná část je věnována popisu námi navrženého jazyka pro
popis šablon, na kterých je postaveno generování.
5.3 Rozšíření
Pro zlepšení použitelnosti aplikace, byly ve spolupráci s vedoucím navrženy nadstavby nad
systémem.
První kapitola se zabývá webovým rozhraním, které poskytne přístup studentům i vy-
učujícím přímo během jednotlivých cvičení. Druhá a zároveň poslední kapitola bude popi-
sovat nástroje pro přípravu šablon určené pouze vyučujícím.
5.3.1 Webové rozhraní
Vytvoření webové aplikace využívající systém generování je založeno na požadavcích popsa-
ných v kapitole 5.1.1. Protože se nejedná o hlavní cíl práce, bude proveden pouze neformální
návrh funkčnosti.
Rozhraní má sloužit pro nasazení systému přímo v rámci vedených cvičení. Hlavní moti-
vací je zjednodušení využití systému. Proto je součástí návrhu možnost sledování výsledků
napříč semestrem a jejich následného exportu vyučujícím.
Přístup pro studenty
Studentům by mělo být umožněno zobrazení seznamu aktuálně aktivních cvičení. Pro ka-
ždé cvičení by měl mít student možnost nechat si vygenerovat zadání. U každého zadání
může provést odevzdání jednoho souboru. Ten lze nahrát do systému pouze jednou. Jeho
případnou změnu musí povolit vyučující.
Autentizace studenta probíhá pouze na základě přihlašovacího jména. K tomuto roz-
hodnutí bylo přikročeno z důvodu malé zkušenosti studentů během prvního ročníku. Stu-
denti mají problémy s rozlišováním přístupových hesel k informačnímu systému školy, pro
přihlašování na počítače a jiných. Zavedení dalšího hesla tedy není žádoucí. Přístup jiných
existujících školních databází není z byrokratických důvodů možný. Alternativní metodou
by mohla být distribuce odkazu formou emailu do jednotlivých schránek studentů. Vzhle-
dem k důrazu na jednoduchost a malému riziku zneužití v případě přihlášení pod jiným
uživatelem bylo nakonec rozhodnuto použít jako přihlašovací jméno pouze školní login.
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Přístup pro vyučující
Pro správu je vyučujícím umožněno vytvářet skupiny a přiřazovat do nich studenty. Přiřa-
zením studenta do skupiny vzniká možnost studenta přihlásit se pod svým přihlašovacím
jménem. Další možností, kterou by měl mít vyučující k dispozici, je export hodnocení všech
studentů ve skupině ve formátu rozpoznávaném školním systém WIS. Skupiny kromě těchto
funkcí žádný další vliv na nemají.
Vyučující může dále vytvářet cvičení. Každé cvičení je definováno počátečním nonter-
minálním symbolem (viz kapitola 5.2.1 Princip generování) a svým stavem. Stav je logická
proměnná, určující aktivitu cvičení. Pokud cvičící vytvoří cvičení a nastaví ho jako aktivní,
bude zpřístupněno všem studentům, kteří jsou ve skupinách stejného vyučujícího.
Jednotlivým vyučujícím by měla být možnost přiřadit roli administrátora. Na toho se
nevztahují omezení ohledně vlastnictví skupin a může nahlížet do libovolné z nich.
5.3.2 Nástroje příkazové řádky
V této kapitole je popsán návrh pro nástrojů využitelných při práci se systémem. Jejich
použití není podmínkou pro využití funkčnosti generování, nicméně pokrývají hlavní funk-
cionalitu jak pro konečné použití, tak pro vývoj nových šablon.
Podpora vývoje šablon
Vývoj nových zadání může být v počátečních fázích, kdy autor šablon není dostatečně
seznámený s jazykem, zdlouhavý proces. Pro usnadnění vývoje bude k dispozici nástroj
automatizující cyklus kompilování šablon a generování zadání. Pro zadaný nonterminál a
identifikátor sloužící k načtení bude monitorovat změny v pravidlech. Při jejich detekci
provede nové generování zadání. Vzhledem k tomu, že může generovat zásadně odlišné
výstupy, může pro jejich kontrolu vyvolat autor nové načtení i bez změny pravidel.
Hromadné generování
Mezi možné využití systému patří hromadné generování zadání. Pro usnadnění bude na-
vržen skript, který na základě nonterminálu a identifikátoru šablony vytvoří příslušný počet
zadání. Zadání bude možné zadat přímo počtem nebo formou textového souboru, kde každý
řádek bude odpovídat názvu výstupního souboru.
5.4 Shrnutí
V této kapitole jsou shrnuty požadavky založené na zadání, cvičeních uvedených v kapitole
2 a konzultacích s vedoucím práce. Na jejich splnění jsem navrhli principiální funkčnost
systému. Ten je rozdělen do tří logických celků. Pro každý je uveden návrh jejich činnosti.
Pro doplnění zadání bylo neformálně definováni rozšíření využívající navrženého systému




Na následujících stránkách jsou popsány implementační detaily společně s případným odů-
vodněním jejich použití. Kromě dokumentace praktické strany diplomové práce slouží tento
popis i jako základ pro případné modifikace či rozšíření systému.
Jako implementační jazyk jsem zvolil Python v poslední dostupné verzi 3.2.4 (platné
při vzniku práce). Program je nicméně zpětně kompatibilní až k verzi 3.0. Kompatibilita
se staršími verzemi není z důvodu rozdílné syntaxe podporována. Hlavními důvody, které
vedly k výběru tohoto jazyka jsou přenositelnost výsledné aplikace v souladu s požadavky,
možnost kompilovat dynamicky vytvořený kód za běhu programu a možnost implementovat
všechna rozšíření v rámci jednoho jazyka.
Kromě závislosti na standardní knihovně není pro základní funkcionalitu požadováno
nainstalovaní přídavných knihoven. Rozšíření nad rámec zadání vyžadují přídavné knihovny,
které jsou ovšem přibaleny přímo v modulu. Není proto potřeba je instalovat na úrovni
systému. Jejich výčet spolu s krátkou charakteristikou poskytované funkčnosti je popsáno
v kapitolách odpovídacích jejich nasazení.
Aplikaci jsem implementoval ve formě modulu, který zapouzdřuje jak základní funkč-
nost, tak rozšíření. Na jeho první úrovni jsou přístupné třídy odpovídající jednotlivým kon-
ceptuálním blokům návrhu. Dále obsahuje dva podmoduly zodpovědné za běh rozšíření.
Schéma systému je na obrázku 6.1. Nachází se na něm pouze implementované součásti.
Knihovny třetích stran potřebné pro běh rozšíření nejsou znázorněny.
První část kapitoly je věnována implementaci jádra systému, která věrně kopíruje před-
chozí návrh. Součástí zadání je také přepsání a uzpůsobení stávajících cvičení do nových
šablon. Proces jejich tvorby zde není přímo zastoupena. Pro jejich nasazení jsem ale vy-
tvořil standardní knihovnu funkcí, která je popsána v kapitole 6.2. Vývoj rozšíření systému
je popsán v vlastních kapitolách 6.3.1 pro webové rozhraní a 6.3.2 pro nástroje.
6.1 Jádro
Podle návrhu uvedeném v 5.2 byly implementovány všechny části systému potřebné pro
generování. Pro každou část bylo vytvořeno rozhraní, nad kterým byla vytvořena potřebná
funkčnost. Každý stupeň tedy může být nahrazen jinou implementací, poskytující rozdílné










Obrázek 6.1: Logické členění systému.
do rozhraní Loader, Parser a Generátor. Spolu s jejich implementacemi jsou popsány ve
stejnojmenných kapitolách.
Neformální popis rozhraní je uveden v odpovídajících kapitolách. Programová definice
je pak umístěna v příloze A. S ohledem na programový styl v Pythonu není implemen-
tace rozhraní kontrolována přes dědičnost tříd, ale předpokládá se, že dané objekty budou
poskytovat metody definované v této práci.
6.1.1 Loader
Rozhraní pro načítání šablon musí pro splnění požadavků návrhu implementovat 2 povinné
funkce. Ty poskytují rozhraní pro předání počátečních zdrojů a iterování nad jejich obsa-
hem. Nad rámec návrhu je možné, aby třída poskytovala i nepovinnou funkci sloužící pro
ukládání nového obsahu. Tato funkce byla zařazena pro potřeby webového rozhraní.
Pro správné fungování se zbytkem systému je nutné, aby byly předávané texty šablon v
kódování UTF-8. Díky tomu mohou být texty ve zbytku systému nativními řetězci, jelikož
pro ně Python od verze 3 implicitně používá právě tento formát kódování.
Práce implementuje rozhraní Loader ve třídě FileLoader. Jak název napovídá, slouží k
načítání souborů ze souborového systému. Jako identifikátor pro metodu add přijímá cestu
k adresářům. Ta může být buď absolutní či relativní s ohledem na pracovní adresář, ve
kterém je spuštěn hlavní skript. Díky použití platformy nezávislých funkcí není v cestě roz-
lišováno mezi zpětným a normálním lomítkem. Při zpracování prochází třída i podadresáře
do neomezené hloubky.
Návratové identifikátory jsou pak úplnými cestami k souborům se šablonami. Ty jsou
rozpoznány podle koncovky, která musí být ’fragment’. Na jméně samotného souboru ne-
záleží. Tato implementace je také využívána pro načtení standardní knihovny, která je
umístěná v podadresáři modulu template lib
Umístění sady standardních šablon na disk bylo provedeno z důvodu nejlepší přístup-
nosti pro úpravy a zároveň nejmenších kladených nároků na přídavné závislosti (v porovnání
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například s umístěním v databázi). Jediným problémem, který v této souvislosti vznikl bylo
pokud byl soubor uložen spolu s BOM sekvencí (3 bajty ukládané na začátek souboru pro
snazší rozpoznání UTF-8). Implementací nejsou v souladu s normou vyžadovány a v případě
výskytu je odstraní z předávaného textu.
6.1.2 Parser
Zpracování šablony má na starosti blok zpřístupněný pod rozhraním Parser. Ten Parseru
přijímá na vstupu alespoň jednu instanci Loaderu. Jeho výstupem je slovník, kde klíče tvoří
názvy nonterminálů a jednotlivé hodnoty pak seznam odpovídajících zkompilovaných pra-




"nonterminal:" Chyba - očekáván nonterminál
přečti další řádku
obsahuje ":"


















Obrázek 6.2: Vývojový diagram procesu přečtení jednoho pravidla ze šablony.
Šablony jsou zpracovávány jednotlivě. Text je zpracován v souladu s jazykem nefor-
málně popsaným v kapitole 5.2.5. Čtení šablony probíhá po řádcích. Každý řádek může
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začínat jedním z klíčových slov následovaném dvojtečkou. Tyto slova uvozují buď začátek
víceřádkové části (platí pro code a text) nebo jednořádkovou definici (nonterminal, params,
note), u níž za dvojtečkou následují parametry. Pokud se v textu šablony vyskytne jiné
slovo na pozici klíčového, je zpracováno jako normální řádka. Logika čtení šablony a její
následné dělení na jednotlivá pravidla je zobrazena na obrázku 6.2.
Každé pravidlo je poté převedeno na programový kód. Parametry pravidla jsou použity
jako parametry funkce. Ta má jednotný název implementation. Tělo funkce je složeno z
neupraveného kódového bloku pravidla. Za ním následuje definice pole, která je sestavená
z jednotlivých řádek textu. Z toho vyplývá, že pořadí v jakém se bloky provádějí, je vždy
stejné – nejprve část definovaná kódem a následně textová – bez ohledu na jejich vzájemnou
polohu v zápisu pravidla. Pole definované textem se před návratem spojí do jednoho řetězce.
Mezikrok ukládání dat v poli je proveden z optimalizačních důvodů.
Na závěr funkce je přidán kód k úpravě vraceného textu. Z jeho konce jsou oříznuty
všechny prázdné řádky. Poslední řádek je pak navíc ošetřen odstraněním koncových bílých
znaků (mezery, odřádkování, atp.) Je potřeba mít na paměti, že pokud dojde k návratu
voláním return z kódové části, není tak učiněno.
Data získaná z bloku text se před vložením do pole pouze přetypují na řetězec. Výjimkou
je, pokud řádek obsahuje některou z forem zápisu výrazu k vyhodnocení uvedených v tabulce
5.1. V tom případě je nejprve vložen kód vyhodnocující výraz a až poté je přidán záznam
do pole s odpovídajícím odkazem.
Pokud dojde k návratu z kódové části, může být typ návratové hodnoty libovolný. Před
použitím v pravidle jsou nicméně všechny výrazy převedeny na textovou reprezentaci.
Pokud definujeme ukázkové pravidlo následovně,
nonterminal: test
params: a, b = 10
note: testovací nonterminál
code:
c = a + b
text:
Sečtěte {{a}}+{{b}}. (výsledek by měl být {{c}}, čili {{a+b}} )
projeví se na výstupu Parseru jako tento program:
def implementation(a, b = 10) :
# programový blok
c = a + b
# textový blok
c = a + b
__value = []
__value.append( ’Sečtěte ’ )
# ’a’ může být nonterminál, proto ho zkusíme zavolat
_ = (a() if callable(a) else a)
# vsechny výrazy jsou převedeny na string
if (_): __value.append( str(_) )
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...
# výraz neodpovídá možným názvům nonterminálu, bude použit tak jak je
_ = a+b
# vloží se pouze pokud má výraz nějakou hodnotu (zabraňuje vkládání None)
if (_): __value.append( str(_) )
__value.append( ’ )\r\n’ )
# odstranění prázdných řádků
while len(__value) > 0 and len(__value[-1].strip()) == 0: __value.pop()
# poslední řádek navíc bude oříznut zprava
if len(__value) > 0 : __value[-1] = __value[-1].rstrip()
return ’’.join( __value )
Opakující se části kódu byly pro úsporu místa nahrazeny ”. . .”a pro zlepšení čitelnosti
byly vloženy komentáře. Jak je vidět, ve výsledném program se nevyskytuje název nonter-
minálu, pro který je generován. Ten je obsažen jako klíč v návratové hodnotě, pod kterým
je program uložen.
Získaný kód je pomocí nástrojů poskytovaných Pythonem následně zkompilovaný do
mezikódu interpretu (označovaného jako bytecode). V případě, že vstupní text šablony
neodpovídá definici jazyka používaného parserem, je vyvolána výjimka SyntaxError. Ta
patří do základních výjimek v Pythonu a je nastavena na poskytnutí informací, v jaké
šabloně a na jaké řádce k chybě došlo.
6.1.3 Generátor
Poslední definované rozhraní slouží pro konečný blok generování. Definuje, obdobně jako
Loader, dvě metody. Konstruktor očekává předání instance parseru, ze kterého jsou následně
získána pravidla. Druhá metoda slouží k získání výstupního textu. Ta jako jediný parametr
očekává textový řetězec obsahující počáteční nonterminál. Návratová hodnota metody je
shodně se zbytkem systému zakódována v kódování UTF-8.
Pro každý běh generování je potřeba předat počáteční nonterminál. Pokud není non-
terminál obsažen v pravidlech, je vyvolána standardní výjimka NameError. V případě, že
existuje více možných pravidel přepisu, použije generátor pravidlo náhodně zvolené. Ob-
dobné chování platí také pro ostatní noterminály.
Při každé iteraci generování je vytvořeno nové prostředí uvedené v tabulce 6.1, ve kte-
rém je pravidlo spouštěno. To ovlivňuje, k jakým funkcím a proměnným bude mít pro-
gram přístup. Díky izolaci prostředí nemají prováděná pravidla přístup k prostoru hlavního
skriptu. Stav generátoru tak nelze ovlivnit prostřednictvím šablon a protože svůj vnitřní
stav nemění, je možné ho v souladu s návrhem volat opakovaně. V případě potřeby je nadto
možné odstranit z prostředí vestavěné funkce, popřípadě je upravit, a omezit tak možnosti
prováděného kódu.
Při vytváření instance generátoru jsou předané seznamy pravidel obaleny funkcí, která
náhodně vybere jednu z implementací. Položky upraveného slovníku pravidel jsou pak přímo
vloženy do prostředí. Díky tomu je možné vkládat v rámci vyhodnocení kódu další nonter-
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minály pomocí volání funkce s odpovídajícím jménem.
Kromě vestavěných funkcí a pravidel obsahuje prostředí ještě tři přídavné proměnné.
První je proměnná idStack. Jedná se o zásobník implementovaný nad datovým typem
list. Jeho obsah tvoří unikátní označení právě prováděného pravidla. Jeho využití je pře-
devším ve spojení s dodávanou standardní knihovnou šablon, kde je použit pro lokální
instance seznamů. Obsluha zásobníku je prováděna v režii generátoru. Unikátní označení je
tvořeno pořadím, v jakém je pravidlo provedeno, a názvem nonterminálu. Druhá proměnná
poskytuje absolutní cestu k adresáři s modulem systému. Je určena pro zajištění správ-
ného načítání souborů bez vazby na pracovní adresář hlavního skriptu. Obě proměnné jsou
určeny pouze pro čtení a jejich modifikace může vést k nedefinovanému chování.
Proměnná popis
builtins
poskytuje přístup k standardní knihovně Pythonu
může obsahovat pouze podmnožinu funkcí
v dodávané implementaci shodné s builtins hlavního skriptu
idStack zásobník obsahující unikátní označení právě prováděného pravidla
MODULE PATH absolutní cesta k modulu pro použití při načítání souborů
pravidla
pravidla jsou přímo vložena do prostředí
je tak možné je volat přímo z kódu jako volání funkce
Tabulka 6.1: Prostředí přístupné prováděným pravidlům.
Pro derivaci nonterminálu podle zadaných pravidel generátor provede, v omezeném kon-
textu definovaném výše, kód asociovaný s odpovídajícím vybraným pravidlem. Výsledkem
vyhodnocení kódu je aktualizovaný slovník obsahující verzi pravidla připravenou k inter-
pretaci. Ta se nachází ve funkci implementation a generátor ji bezprostředně zavolá.
Pro splnění všech požadavků na generování je pravidlům dovoleno mít vedlejší efekt v
podobě modifikace sdílených proměnných. To je umožněno prostřednictvím standardního
mechanismu úpravy viditelnosti. Pokud je proměnná v prováděné funkci definována pomocí
klíčového slova global, je v rámci jedné iterace sdílena s ostatními pravidly.
Po každém generování je jak prostředí tak seznam globálních proměnných uvedeno do
původního stavu. Není tedy možné ovlivňování či sdílení dat mezi jednotlivými průběhy.
Výjimku může tvořit případ, kdy kód v pravidle bude přistupovat k vnějšímu prostředí,
například formou souboru.
6.2 Standardní knihovna
Pro umožnění snadných úprav je většina funkcí potřebných pro generování implemento-
vána jako sada pravidel poskytovaných systémech. Pro ty používáme označení standardní
knihovna.
Níže jsou uvedena pravidla, které poskytuje, spolu s vysvětlením jejich funkčnosti.
makeList(name, delimiter = "\n", scope = None) vrátí lokální instanci seznamu. Po-
kud seznam se stejným názvem není v současné oblasti viditelnosti načten, je jeho počáteční
obsah získán jedním ze dvou způsobů. Pokud je name typu string, použije se přímo. V opa-
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čném případě se zkusí název vyhodnotit jako nonterminál a nadále je postupováno shodně.
Získaná data se rozdělí pomocí oddělovače, kterým je standardně konec řádku. Posled-
ním parametrem je možno ovlivňovat, v jaké oblasti bude tato instance seznamu lokální.
V případě přednastavené hodnoty None je instance platná pouze v rámci definice pravi-
dla. Hodnotou False lze vypnout ukládání úplně – vždy tak bude vrácena nová instance.
Jakákoli jiná hodnota pak označuje název oblasti, pod kterou je instance definována.
pop( seznam ) Vybere náhodný element ze seznamu a vrátí jako výsledek. Prvek je sou-
časně ze seznamu odstraněn.
choice Přijímá nenulové množství argumentů a náhodně vrací jeden z nich.
Cislo( min = 0, max = 10 ) Vrátí náhodné číslo z intervalu ¡min, max).
binarne, hexa, znak( hodnota) Poskytuje naformátované varianty zadaných předa-
ného čísla.
dsString a dsCisla Přidají do datového segmentu novou položku obsahující text, popří-
padě číselnou řadu.
dataSegment V případě, že datový segment něco obsahuje, vypíše jeho definici.
Díky výše uvedené funkcionalitě je minimalizována nutnost používat kódovou část šab-
lony pro potřeby vlastního generování.
6.3 Rozšíření
6.3.1 Webové rozhraní
Součástí řešení je webová aplikace. V rámci architektury je umístěna jako podmodul po-
jmenovaný web. Veškeré skripty potřebné pro běh jsou umístěny ve stejnojmenném adre-
sáři hlavního modulu. Pokud je níže odkazováno na názvy souborů, předpokládá se jejich
umístění právě v rámci adresáře web.
Modul exportuje pouze funkci run, která spouští webové rozhraní. To je standardně
přístupné na portu 8080. Změnu portu, rozhraní i použitého serveru je možné provést
úpravou příslušných parametrů spouštěcí funkce, jak je demonstrováno v ukázkovém pří-
kladu.
Datová persistence
Pro uchování údajů je použita databáze SQL. Je podporována ve 2 variantách - MySQL
a SQLite. První je plnohodnotná implementace SQL podporující konkurenční přístup na





































Obrázek 6.3: Schéma databáze.
potřebou paralelismu, jelikož umožňuje pouze jeden současný přístup do databáze. Možnost
typu databáze společně s jejím nastavením je popsána v kapitole 6.3.1.
Struktura databáze, znázorněna na obrázku 6.3, využívá pouze funkčnosti, která je
dostupná pro oba typy databází. Nejsou tak použity vzdálené klíče, výčtové typy atd.
Pro vytvoření spojení se využívá databázové vrstvy Pythonu, která je součástí standardní
instalace.
Uživatelské jméno heslo role
master test master, lektor
xtest test lektor
xtomec06 bez hesla student
Tabulka 6.2: Počáteční uživatelé testování.
Veškerá funkčnost spojená s nízkoúrovňovým přístupem je zapouzdřena v souboru
database.py. Obsahuje také kód, který řeší rozdíly v jednotlivých dialektech a vytváří
tabulky potřebné pro běh. Při prvotním plnění tabulek jsou zároveň naplněny testovacími
daty. V tabulce 6.2 jsou uvedeni uživatelé, které je možné použít pro prvotní přihlášení do
systému.
Architektura
Aplikace je implementována s ohledem na MVC (Model-View-Controller) paradigma.
Modelová vrstva je reprezentována třídou Model a třídami od ní odvozenými. Veškerá
práce s daty je tak zapouzdřena v modelech, které jsou umístěny v adresáři models. Ty jsou
rozděleny podle logického členění na modely pro zpracování zadání, skupin, cvičení a uži-
vatelů. Řízení je zastoupeno bloky se stejný členěním, jako má vrstva modelů. Zobrazování
je pak poskytováno za pomoci knihovny Bottle. Šablony, na kterých je zobrazení založeno,
jsou umístěny v adresáři views.
33
Název proměnné přednastavená hodnota význam
session.type file způsob ukládání, kompletní výčet lze
nalézt v dokumentaci Beaker
session.cookie expires True udává, zda se má u cookies počítat
doba platnosti
timeout 60*60*5 (5 hodin) doba ve vteřinách, po kterou má coo-
kie platnost
session.auto True zda má dojít k automatickému načtení
session
session.data dir ./sessions cesta, kam se ukládají data
Tabulka 6.3: Konfigurace cookies.
Konfigurace
Pro snazší změnu chování je veškeré nastavení zpřístupněno v souboru config.py. Ten
obsahuje celkem 2 sekce. Jednu pro nastavení cookies ( mechanismus používaný serverem
pro ukládání dat na straně klienta) a druhou pro nastavení databáze. Jejich vysvětlení spolu
s přednastavenými parametry je uvedeno v tabulkách 6.3 a 6.4.
Název proměnné přednastavená hodnota význam
storage sqlite typ databáze (podporováno mysql a
sqlite)
path test.db pouze pro sqlite, udává umístění data-
báze
reset True zda má dojít k znovuvytvoření tabulek
user root pouze pro mysql, udává uživatele databáze
password pouze pro mysql, udává heslo
host localhost pouze pro mysql, udává adresu, na které
běží databázový server
database test pouze pro mysql, udává název databáze
Tabulka 6.4: Konfigurace databáze.
Použití
Chování systému je věrné návrhu z kapitoly 5.3.1.
Studenti mají možnost přihlásit se do systému na základě svého loginu v případě, že
jsou v některé ze skupin. Po přihlášení si může student vygenerovat zadání pro aktivní
cvičení. Z těch se mu zobrazují pouze ta, která vytvořil stejný cvičící, který vede skupinu,
do které student patří. Po nahrání souboru má student zablokovanou možnost odevzdat
soubor znovu. Opětovné nahrání souboru musí povolit až cvičící.
Vyučující má možnost přihlásit se na základě svého loginu a hesla. Na rozdíl od studentů
může své heslo změnit. V případě, že má přihlášený uživatel přiřazenou roli master, může
cvičící i vytvářet. Ty pak mají přednastavené heslo totožné s jejich loginem. Vyučující má
možnost vytvářet nová cvičení a zakládat skupiny, do kterých může přiřadit studenty. Dále
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má přehled všech zadání svých cvičení, se kterými studenti právě pracují. Každé zadání
může jednotlivě ohodnotit, popřípadě vrátit k přepracování. Vyučující má také možnost
upravovat jednotlivé šablony, a to jak vlastní, tak i obsažené v standardní knihovně.
Knihovny třetích stran
Toto rozšíření používá níže uvedené knihovny. Licence, pod kterými byly zveřejněny, umožňuje
použití v této práci. Jejich znění lze dohledat v příslušných umístěních na přiloženém nosiči.
Bottle Knihovna podporující WSGI (Web Server Gateway Interface, rozhraní definované
Pythonem pro lepší interoperabilitu webových serverů). Poskytuje minimální funkčnost pro
spuštění vlastní aplikace, parsování HTTP požadavků, vytváření odpovědí atp.
Rocket Webový server umožňující zpracovávat konkurenční požadavky. Není nutný pro
běh samotné aplikace, ale podstatně zlepšuje odezvu.
WTForms Balíček použitý při práci nad určitými formuláři.
Beaker Knihovna umožňující správu cookies ( mechanismus používaný serverem pro
ukládání dat na straně klienta).
jQuery Použitá knihovna pro zobrazení na straně klienta. Poskytuje bohatou funkcio-
nalitu, ale v této práci je využita pouze pro odesílání souborů na pozadí a asynchronní
monitorování stavu zadání.
Bootstrap Sada kaskádových stylů definujících vzhled aplikace v prohlížeči.
6.3.2 Nástroje příkazové řádky
Funkcionalita příkazové řádky je zabalena v podmodulu cli. Obdobně jako u webového
rozhraní jsou všechny skripty umístěny ve stejnojmenném adresáři. Modul exportuje dvě
metody – reloader a maker – které odpovídají navrhnutým nástrojům. V rámci modulu
dochází k automatickému zpracování parametrů příkazové řádky. Výpis všech parametrů
pro každý skript lze získat jejich spuštěním s parametrem help.
Podpora vývoje šablon - reloader Tento nástroj vygeneruje na základě zadaného non-
terminálu a počátečních šablon zadání. V případě, že dojde ke změně některé z načtených
šablon, popřípadě na žádost uživatele, provede nové generování. Vzhledem k přenositelnosti
aplikace je monitorování změn šablon prováděno periodicky v režii skriptu. Sledování běží
v odděleném vláknu a změna je rozlišována na základě časového razítka změny souboru.
Pro kompatibilitu se všemi druhy terminálů je dále výstupní text převeden na čisté ASCII
kódování.
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Hromadné generování - maker Implementace přesně kopíruje návrh z kapitoly 5.3.2. Na
základě vstupu se chová podle jedné ze dvou alternativ. Pokud je předán parametr source,
použije ho jako cestu k souboru, jehož řádky reprezentují jednotlivé výstupní soubory.
6.4 Shrnutí
Podle návrhu systému z předchozí aplikace jsem implementovali systém v jazyce Python.
Ke každému stupni zpracování bylo představeno rozhraní spolu se třídou, která ho imple-
mentuje a dále podrobnosti o vnitřním fungování těchto implementací. Uvedené informace
jsou v dostatečném rozsahu pro úpravu či případné nahrazení jednotlivých stupňů vlastní
implementací.
V kapitole 6.2 je popsána standardní knihovna šablon, která byla vytvořena pro imple-
mentaci převedených současných cvičení. Ta, společně s kapitolou 5.2.5, popisující prvky
jazyka, tvoří základ nutný pro tvorbu vlastních šablon.






V souladu se zadáním jsem provedl testování systému s ohledem na možnosti generování
unikátních zadání. Vzhledem k tomu, že variabilita zadání je založena na vstupních šablo-
nách, jsou výsledky zatíženy jejich rozmanitostí. Systém byl podroben 2 typům testování.
Prvním je formální analýza založená na kombinatorice. Druhým typem jsou pak empirické
testy.
7.1.1 Formální analýza
Pro ověření unikátnosti zadání byla provedena formální analýza. Protože použitý jazyk
poskytuje možnost použití přímého kódu, je automatická analýza šablony obtížná. Z toho
důvodu bylo analyzováno pouze jedno z vytvořených šablon cvičení, pro kterou byl prove-
den ruční rozbor. Jako reprezentativního kandidáta byl vybrán šablonu ke cvičení Řídící
struktury a konstrukce v assembleru (viz 2.2.2), které rozsahově odpovídá plánovanému
nasazení. Ukázka kódové šablony je uvedena v příloze B
Pro toto testování není uvažován rozdíl v zadání, pokud se liší pouze v části datového
segmentu. Ačkoli se tím mění požadovaný výsledek, není potřeba pro úpravu datového
segmentu chápat program ve stejné míře, jako například při změně parametrů ve smyčce.
Nonterminál možností
cviceni3 6
ulohaBranch 4 + 12 + 120 = 136
ulohaWhile 30 + 30 = 60
ulohaFor 4 + 10 + 5 + 5 + 7 + 55 = 86
Tabulka 7.1: Výsledky testování.
Pravidlo cviceni3 se přepisuje vždy na 3 úlohy, v libovolném pořadí. Počet možností,
které generuje je tedy dán 3! = 6.
Pravidlo ulohaBranch obsahuje několik možných kandidátů. První dvě varianty obsahují
pouze malou část variability a generují 4 respektive 12 možných výstupů. Poslední definice
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pravidla formuluje zadání založené na sérii podmínek, jejichž pořadí lze zaměňovat. Vybírají
se 4 podmínky z celkem 5 možných. Díky tomu generuje V (4, 5) = 120 možných zadání.
Zadání generované pravidly ulohaWhile je založené na procházení pole dat. Tím může
být buď text nebo seznam čísel. Pro každý typ se počítají 2 metriky z celkem 6 možných.
Pro každé pravidlo tak vznikne V (2, 6) = 30 unikátních možností.
Smyčka s pevným počtem opakování je v zadání využívána na vypsání číselných řad,
popřípadě částí ASCII tabulky. Celkem jí generuje 6 pravidel. Pravidla generují rozdílné
varianty především změnou numerických parametrů. Součet všech možných variant je tak
uveden pouze v tabulce 7.1.
Celkový počet variant je dán násobkem počtu zadání úloh. Každé zadání ale ještě projde
permutací na úrovni cviceni3, konečná hodnota možných zadání je tedy 136 ∗ 60 ∗ 86 ∗ 6 =



































































Obrázek 7.1: Šance alespoň jedné kolize v zadání.
Šance na výskyt alespoň jedné kolize v zadání je obdobou Narozeninového problému.
Přibližné výsledky jsou zobrazeny na grafu 7.1. Vyznačují šanci alespoň jedné kolize při
vygenerování daného počtu zadání.
Při vytváření zadání v rámci jedné vyučující skupiny, tedy pro 30 studentů, je šance
alespoň jedné kolize 0.01%. Napříč celým během cvičení, pro které je potřeba 600 zadání,
je šance, že bude výsledek obsahovat duplicitu 4, 18%.
7.1.2 Empirické testy
Tyto testy byly provedeny pomocí skriptu collision test, který je součástí odevzdané práce.
Jako vstupní šablony byly pro testy použity námi vytvořené přepisy současných cvičení.
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Pro každé cvičení proběhly celkem tři testy pro každou hodnotu počtu zadání uvedenou
v tabulce 7.2. Hodnoty jsou určeny na základě konzultace s vedoucím práce a odráží sku-
tečný stav. Test monitoroval počet neunikátních zadání, která byla vytvořena pro příslušný
počáteční nonterminál.
Parametr hodnota
1 počet zadání během jednoho cvičení 30
2 počet zadání během jednoho běhu 600
3 počet zadání jednoho typu zadání za 5 let 3000
Tabulka 7.2: Parametry testování.
Vyhodnocení se provádělo za pomoci hašovací funkce md5. Ta převádí vstupní data na
128 bitové číslo. Potencionální falešné kolize, vzniklé na straně hašovací algoritmu, byly pro
účely práce zanedbány. Výstupem testu je pak procentuální hodnota udávající, kolik zadání
z celkového počtu bylo duplicitních. Každý test byl opakován 50x. Výsledky v tabulce 7.3
pak udávají aritmetický průměr získaných hodnot.
Nonterminal test 1 test 2 test 3
cviceni2 0% 0.68 % 2.83%
cviceni3 0% 0% 0%
cviceni4 10.42% 10.02% 30.01%
cviceni5 93.33% 99.67% 99.93%
cviceni6 68.52% 98.33% 99.67%
cviceni7 0.03% 5.8% 9.1%
Tabulka 7.3: Výsledky testování.
Jak bylo uvedeno v úvodu, odvíjí se výsledky od kvality zdrojových dat. Testované
šablony jsou založeny na existujících cvičeních, jejichž zadání neprošlo výraznější modifikací.
U šablon cviceni5 a cviceni6 nebylo možné sestavit variabilnější zadání. Proto v těchto
případech vykazují testy velkou míru kolizí.
Šablony cvičení číslo 2, 3 a 7 dosahují v prvních testech dostačujících hodnot. Jak
stoupá počet generovaných zadání, přibližuje se k hranici možných výstupů, které je šablona
schopná poskytnout. To je důvod, proč ve zbylých testech hodnota kolizí postupně stoupá.
Odchylkou od výše uvedených chování je test cviceni4. První dvě sady testů poskytují
obdobné výsledky. Ty zůstaly stálé i při více opakováních. Po prozkoumání byla odhalena
příčina ve struktuře pravidel. Na první úrovni přepisující nonterminál cviceni4 se nachází 5
pravidel. Jedno z nich generuje pouze dva možné výstupy. Vzhledem k tomu, že pravidla jsou
vybírána náhodně, dojde v pětině případů k provedení tohoto málu rozmanitého pravidla .
To pak zkresluje celkové výsledky. K tomu je potřeba přihlédnout při tvorbě nových šablon
a psát pravidla tak, aby generovala zhruba stejné množství možností. Výsledky posledních




Vygenerovaná zadání jsem podrobil i kontrole smysluplnosti. Vzhledem k tomu, že se jedná
o subjektivní hodnocení, které nelze automatizovat, byla provedena ruční kontrola na malém
vzorku výstupu. Ten byl získán pomocí nástroje popsaného v kapitole 6.3.2. Generované
zadání je získáno z nonterminálů cviceni3 a cviceni7. Ty byly vybrány pro svoji nej-
větší komplexnost. Ostatní nonterminály jsou rozsahově podstatně menší a můžeme u nich
předpokládat, že autor dokázal zpracovat zadání konzistentně.
Celkem bylo vygenerováno 200 šablon. U zadání určených pro třetí cvičení nebyli obje-
veny žádné logické nesrovnalosti. Naopak tomu bylo u cvičení posledního. Jak je popsáno
2.2.6, je zadání založeno z velké části na výpočtu matematických funkcí. Ty jsou genero-
vané šablonou náhodně. Ačkoli je to pro většinu případů dostačující, objevili vyskytly se
dva případy, u kterých funkce nevypadají logicky.
Prvním případem je použití odmocniny na umocněnou proměnnou, f = sqrt(y2). Druhý
problém vznikl při vygenerování více rovnic v rámci jednoho příkladu. Ačkoli je v pravidlu
ošetřeno, aby dvě rovnice nebyly totožné, kontrola výsledku je už nad jeho rámec.
f1 = (−a) ∗ b
f2 = a ∗ (−b)
Jak je vidět, v obou případech je výsledek stejný. Tyto chyby zavádějí nepotřebné vý-
počty a je tak pro cvičícího obtížnější zkontrolovat, zda výpočet vůbec proběhl. Z celkového
pohledu ale zadání zůstává smysluplné. Výskyt podobných chyb lze navíc eliminovat úpra-
vou šablon.
7.3 Implementační úpravy
Během zkušebního nasazení systému se vyskytly komplikace, se kterými původní návrh ne-
počítal. Ačkoli se nejednalo problémy znemožňují fungování systému, degradovali jeho po-
tencionální užitečnost. Jako řešení těchto problémů jsem implementoval následující úpravy.
U každé úpravy je uveden i důvod jejího nasazení.
Přerušení načítání pravidel Během testování byly vytvořeny šablony podle současných
cvičení. Při tomto procesu bylo zjištěno, že možnost průběh vykonávání pravidla přerušit a
pokračovat s jinou variantou, by v některých případech omezila počet potřebných pravidel a
přispěla ke komfortu autora cvičení. Jazyk byl tedy rozšířen o možnost vyskočit z pravidla.
Implementačně je toho docíleno pomocí vyvolání výjimky NotImplementedError. Ta může
mít navíc atribut limit, který značí o kolik úrovní se má provádění vrátit.
Globální příznaky Pro lepší řízení, kdy provádění pravidla přerušit, bylo zavedeno
rozšíření standardní knihovny. Pomocí nových pravidel need a provide je možné podmiňo-
vat provedení pravidla přítomností pojmenovaného příznaku. To umožňuje nadále snížit
komplexnost zapsaných pravidel.
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Řízení unikátnosti Pro čitelnější vyřešení problémů popsaných v kapitole 7.2, bylo dále
do standardní knihovny přidáni nové pravidlo uniq. To opakovaně volá jiný nonterminál,
dokud nedostane unikátní výsledek. Řízení, v jakém rozsahu je výsledek unikátní, je ob-
dobné jako u pravidla makeList.
Poznámky v šablonách Ačkoli podporuje zápis pravidla možnost přidat poznámku, v
praxi se ukázalo omezení na jednu poznámku jako nevyhovující. Parser byl tedy upraven,
aby všechny řádky začínající znakem # přeskakoval. Díky tomu je možné vkládat vysvětlující
komentáře jak do textu složitějších pravidel, tak lze i v rámci šablony komentovat vyšší
logické celky.
Chybové výpisy Při výskytu chyby v rámci generování poskytoval generátor pouze in-
formaci o jakou výjimku se jedná a v jakém pravidle k ní nastalo. Oproti původnímu
předpokladu se tato informace ukázala hrubě nedostatečnou. Byla proto provedena větší
úprava parseru, který do implementovaných funkcí nově přidává informace potřebné pro
ladění, jako jsou původní čísla řádků a vstupní text. Menší změnou prošel také generátor,
který při výskytu chyby vygeneruje zásobník volaných šablon. Díky tomu jsou poskytované
chyby svojí popisností na stejné úrovni jako standardní hlášení Pythonu. Autor tak má k
dispozici pro každou úroveň volání název původního souboru, pravidlo, číslo řádky a její
obsah.
7.4 Shrnutí
Tato kapitola se zabývala testováním implementovaného systému. Byly provedeny testy
kontrolující unikátnost a smysluplnost zadání. V těch systém dosahuje pro účely nasazení
postačujících hodnot.





V této práci jsem na základě výzkumu navrhl a implementoval systém pro generování za-
dání do předmětu Asemblery vyučovaném na FIT VUT v Brně. V kapitole 2 je prozkoumán
současný stav cvičení a definovali požadavky na jejich generované varianty. Dále je poskyt-
nut základní přehled o problematice využití výpočetních prostředků pro generování zadání.
V kapitole 3 je tak učiněno z pohledu systémů přímo zamýšlených pro výuku, zatímco ka-
pitola 4 se zabývá obecnějším generováním textů. Pro jednotlivé přístupy bylo provedeno
vyhodnocení míry použitelnosti vzhledem k cíli této práce.
Na jejich základě byl proveden návrh popsaný v kapitole 5. Ten zahrnuje jak samotný
systém generování, tak nadstavby nad ním, určené pro přímé nasazení ve výuce. Implemen-
tace návrhu je zdokumentována v kapitole 6.
Systém jsem pak v souladu se zadáním otestovali na námi vytvořených šablonách, za-
ložených na současných cvičeních. Primární cíl, unikátnost a smysluplnost zadání je úspěšně
ověřena v kapitole 7. Na základě zkušeností z testování byl systém rozšířen a změny zdoku-
mentovány tamtéž. Většina dodatečné funkcionality byla zavedena pomocí rozšíření stan-
dardní knihovny.
Implementovaný systém bohužel nemohl být otestován přímo, jelikož předmět Asem-
blery se vyučuje pouze v zimním semestru.
Aplikace je navrhnuta s ohledem na dodatečné rozšiřování. Ačkoli základní funkčnost
je dostačující pro cílené použití, existují oblasti, ve kterých by bylo možno práci rozvinout
více. Z hlediska samotného generování se jedná především o podporu tvorby nových šablon
– zvýrazňování syntaxe a našeptávání existujících funkcí. Pro rozšíření generování, napří-
klad na zadání semestrálních testů, by bylo vhodné rozšířit standardní knihovnu šablon,
popřípadě celý jazyk, o možnost vygenerování odpovědního klíče. Potencionálním směrem
vývoje pro nadstavbu webového rozhraní by mohla být automatická detekce plagiátů.
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def __init__(self, *args) :
""" Konstruktor třídy
poziční parametry jsou vyhodnoceny jako počáteční identifikátory """
pass
def __iter__(self):
""" Magická funkce umožňující použít třídu jako iterátor
očekává se návrat páru hodnot (identifikátor, text šablony ) """
pass
def save(self, id, content):





def __init__(self, *args) :
""" Konstruktor třídy
musí vyhodnotit poziční parametry jako seznam Loaderů """
def getRules(self):
""" Metoda pro získání pravidel
vrací slovník
klíče jsou názvy nonterminálů





def __init__(self, parser) :
""" Konstruktor třídy
parser implementuje ParserInterface """
pass
def run(self, nonterminal):
""" Metoda pro vygenerování zadání
na základě nonterminal vygeneruje String




Šablona ke cvičení 3
Toto je ukázka námi implementované šablony, založené na současných cvičeních. Její kód je
uveden z důvodu ukázkové implementace a jako podklad pro formální analýzu provedenou
v kapitole 7.1.1.
Pro přehlednost je cvičení rozděleno do šablon, které odpovídají jednotlivým cvičením a
šablony která je slučuje. V případě, že definice pravidla obsahuje podobné texty (například
WriteUInt8, WriteUInt16 ), je v opakování vypuštěno a nahrazeno ”...”. Nezkrácené



















- z klávesnice načtěte znak
- v případě že se jedná o symbol reprezentující číslo, vypište "cislo"
- v případě že se jedná o symbol {{choice("velké", "malé","")}} abecedy,
vypište "abeceda"
- ve všech ostatnich připadech vypište text "{{choice("jine", "ostatni")}}
{{choice("v případě poslední možnosti program skončí,




Vytvořte program, který implementuje jednoduché interaktivní menu
pro testování pod-programů z knihovny rw32.inc.
Program bude fungovat v tak, že vás v cyklu vyzve k zadání čísla
a podle zadané hodnoty proveďte následující:
je-li zadána hodnota 0: ukončete cyklus,
je-li zadána hodnota 1: {{pop(moznostiProgramBranching)}},
...
je-li zadána hodnota 4: {{pop(moznostiProgramBranching)}},
jinak: nevolá se žádný pod-program, pokračuje se v cyklu zadání čísla.
nonterminal: moznostiProgramBranching
text:
zavolejte pod-program WriteUInt8 (s libovolným parametrem)
...




Pomocí cyklu s pevným počtem opakování for ? vypište na obrazovku všechny
{{choice("symboly velké abecedy", "symboly malé abecedy",
"symboly velké a malé abecedy", "číslice od 0-9")}}.
nonterminal: ulohaFor
text:




S využitím cyklu for ? vypište všechna čísla od 0 do 100,





S využitím přípravné šablony datového segmentu (viz níže)
vytvořte program, který s využitím cyklu a složeného podmíněného výrazu vypočítá
(a přehledně vypíše na obrazovku):
a. počet {{pop(moznostiString)}}
b. počet {{pop(moznostiString)}}
{{dsString}}
...
nonterminal: moznostiString
text:
velkých písmen
...
interpunkčních znamének
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