Routing in mobile ad hoc networks (MANETs) where network topology is highly dynamic is not a trivial task. Routing protocols have been profoundly researched but only three of them have reached the RFC status (AODV [7] , OLSR [5] and TBPRF [6] ). On the other hand, the constantly increasing network requirements in terms of bandwidth, robustness, reliability and quality of service for a broad range of multiplatform scenarios demand for fast development and implementation of routing protocols that satisfy specific user and network requirements. However, current practices for protocol development and implementation are costly error-prone and time-consuming, especially when existing knowledge is not properly reused. Generative Programming is an attractive solution that makes use of reusable components and is also empowered with the knowledge to automatically assemble them. This paper discusses the design and development of the GPPro protocol generator (based on generative programming), for automatic generation of ad hoc routing protocols, according to user requirements expressed by means of a specification language. GP-Pro is designed to be extensible, with the explicit goal of generating a large number of different protocols by different component combinations. GP-Pro addresses the generation of proactive, reactive and position-based routing protocols.
MOTIVATION
Mobile ad hoc networks (MANETs) are infrastructureless wireless networks where the topology changes constantly due to node mobility and environmental conditions. Therefore, routing becomes a non-trivial task. Multiple ad hoc routing protocols have been proposed. However, only three of them have reached the RFC status (AODV [7] , OLSR [5] and TBPRF [6] ). Ad hoc routing protocols can be classified as proactive or reactive. A complementary classification that considers node location in order to make routing decisions is position-based protocols. However, no position-based protocol has reached the RFC status.
Constantly increasing network requirements in terms of bandwidth, robustness, reliability and quality of service for a broad variety of networking scenarios ask for the development of more robust routing protocols that satisfy more demanding user and network conditions. However, the process of designing, developing, testing, evaluating and implementing stable routing protocols is a very costly, error-prone and time-consuming process that does not satisfy the increasing user and network demands, especially when no previous implementation solutions are reutilized. Therefore, development from scratch is not longer an option and new mechanisms to support faster development with reasonable performance are needed. The GP-Pro protocol generator is proposed as a solution to quickly and automatically generate routing protocols ready for implementation, according to user specifications.
METHOD
Function libraries appear as a first implementation alternative; however, usually they do not provide specialized enough functions to satisfy new requirements. Protocol development frameworks (e.g. the X-kernel [8] ) that define the main protocol architecture are the second alternative. However, there is still a lot of work that has to be done by the protocol developer. Component-based engineering is a third alternative where finegranularity components are used to build the protocols (e.g. [3, 4] ). However, there still exists the need to select and interconnect the components. A more attractive alternative is Generative Programming [1] (GP), which also makes use of components but additionally has the knowledge to automatically assemble them. GP makes use of a system family approach instead of the one-ofa-kind approach, which facilitates defining reusable components. In addition, the selection of components is based on user requirements expressed in abstract terms, by means of a specification language. GP tremendously reduces the development time, and the built-in knowledge considerably decreases the probability of errors introduced by the protocol developers. Generative Programming strongly supports the concept of automatic generation given that a language to specify user requirements exists and that the protocol generator can understand it. Therefore, in this paper we discuss the development of the GPPro protocol generator, which is based on generative programming, to automatically generate ad hoc routing protocols. GP-Pro is designed to be extensible, in terms of being able to continuously add new components, with the explicit goal of generating a large number of different protocols by different component combinations. Fine granularity of components allows higher reusability achieving a large number of different arrangements and different systems. GP-Pro envisions the automatic generation of proactive, reactive and position-based routing protocols ready for implementation. As far as we know this is the first time that the generation of position-based protocols is addressed by any protocol generation tool.
GP-PRO
One of the main reasons to design GP-Pro is to speed up the protocol generation process based on user requirements while achieving reasonable protocol performance. Here, the meaning of speeding up the generation process is not only related to quickly generating the source code for the new protocol. It is also related to the mechanism to specify the required protocol. Therefore, an easy to use but powerful mechanism is required. Such a mechanism should be capable of processing the simplest specification, which is: "Generate any ad hoc routing protocol", but also capable of processing a much more advanced specification. In terms of the protocol specification, GP-Pro will support two different mechanisms to provide the user specification. The first mechanism, which is more user-friendly, is a GUI (Graphic User Interface) that does not require any knowledge about any programming or specification language. Only the selection of protocol features by means of lists and check boxes are required. The second mechanism, which is intended for more advanced users that want to specify a more specialized protocol, is a XML-based user specification written in a proprietary Domain Specification Language (DSL) to be also created. The entire protocol generator will be built inside a Java application. Therefore, the application will provide all the required functionalities to handle both types of user specifications and to track the changes experienced by the user specification during the generation process. Even though the application is written in Java, the source code of the generated protocols will be C/C++ code for better protocol performance. Figure 1 shows a feasible architecture and processing flow for the protocol generator. In Figure 1, the processes 0.1, 0.2 and 0.3 are not parts of the processing flow. These processes correspond to the three phases of Domain Engineering [3] , which allows creating families of applications based on the commonalities of their members. Therefore, domain engineering will be used to generate the components of the routing protocols. Regarding the rest of the processes in the architecture, processes 1.0-User Specification and 2.0-Specification Validation represent the provision of a XML-based user specification and the validation on the content and structure of it (according to a XML schema). Processes 3.0-GUI and 4.0-Specification Generator are to be performed when the GUI is utilized, process 3.0 represents the use of the GUI (powered by component configuration knowledge) to describe the required protocol and process 4.0 is in charge of generating the corresponding specification in the format of the XML-based specification language. Process 5.0-Buildability checking will make sure that the required protocol can be assembled (i.e. requested components do not overlap nor are in conflict). In case that additional protocol features or configuration parameters are required, process 6.0-Completing Specification will do the job. Using the complete specification as a guideline, process 7.0-Component Selection will select the components that will build the new protocol. Finally, process 8.0-Components Assembly will generate the protocol source code by automatically assembling the components according to the protocol architecture and the component interconnection model. Process 9.0-Addiional outputs will allow the generation of additional outputs such as any kind of documentation about the architecture of the generated protocol. The last process, 10.0-OS Interaction, which is not part of the processing flow either, provides an interaction layer with any chosen operating system. It provides platform independency. Figure 1 is the first step in domain engineering. It identifies the systems that belong to the family and the commonalities and variabilities across the domain. The result of it is a feature diagram, which captures the important properties of the domain. It is at the feature level where decisions can be made to define particular members of the ad hoc routing protocols family. The MADINI (Manager for distribution of network information) keeps control of the information that is distributed over the network (i.e. one-hop neighbours), how often and which node specific information is to be included. It is essential for proactive protocols. The delivery mechanisms (i.e. broadcasting) define the mechanisms that could be used to forward any control packet ready for transmission. The CONI (Collector of network 
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information on-demand) resembles the route discovery process of reactive protocols and is responsible for obtaining any kind of information required by the protocol and that is expected to be available in the network. It is essential for reactive protocols. The additional computations feature represents any particular computation (i.e. MPR computation [5] ) that might be essential for a particular protocol. The OS Interface provides an interface between the routing protocol and the operating system (i.e. Linux). The type of addressing defines the unique identification mechanism that will be used by the network nodes. The path determination feature computes the routing paths based on any chosen metric. The RIR (Route Information Repository) receives and stores routing information coming from the routing protocol. Its structure is variable and depends on the protocol. The Event manager provides a mechanism for scheduling tasks that will be launched after a certain period of time (i.e. expiring processes). Finally, the location information feature is in charge of providing the location information (if needed) of the node itself (i.e. GPS).
DISCUSSION
The processes of designing, implementing and deploying routing protocols for ad hoc networks is a non-trivial, costly, timeconsuming and error-prone process that constraints the development of routing protocols that fully satisfy a broad variety of user and network requirements for multiple environmental conditions and platforms. Additionally, the implementation from scratch of every new protocol without significantly reusing existing implementations makes the process even longer and more complex. GP-Pro is presented as an automatic protocol generator that speeds up the protocol development process by reusing existing components. GP-Pro provides a flexible specification mechanism that supports the simplest and the more advanced user specifications while generating full protocol implementations ready for deployment. However, in order to achieve those objectives, many decisions will have to be made and many challenges will have to be overcome. First, the decision to craft new components or to reuse some of the existing protocol implementations has to be made. Second, a protocol architecture providing the corresponding configuration knowledge to properly assemble the existing components has to be designed along with an efficient component interconnection model that allows high component reusability, which translates into the generation of a large protocol variety. All of it has to be supported by a powerful specification mechanism that can be extended in order to incorporate future user and network requirements. Finally, an adequate operating system interaction layer has to be designed in order to generate source code ready for deployment over multiple platforms. Thus, it is clear that to accomplish the development of such a powerful protocol generator, a lot of work has to be done. Nevertheless, we believe that the development of GP-Pro is worth to pursue.
Once the entire generator architecture and enough components have been developed, what will constitute a final success (after generating the first automatically assembled protocol) will be the capability to generate a broad range of protocol variations that will be competitive with hand-crafted protocol implementations. Competitive here does not mean necessarily that the generated protocols perform better than the hand-crafted protocols. However, we expect to achieve a reasonable trade-off between performance and generation-time. Obviously, the time to generate protocols by using GP-Pro will be minimal.
