The increasing use of civil unmanned aerial vehicles (UAVs) has the potential to threaten public safety and privacy. Therefore, airspace administrators urgently need an effective method to regulate UAVs. Understanding the meaning and format of UAV flight control commands by automatic protocol reverse-engineering techniques is highly beneficial to UAV regulation. To improve our understanding of the meaning and format of UAV flight control commands, this paper proposes a method to automatically analyze the private flight control protocols of UAVs. First, we classify flight control commands collected from a binary network trace into clusters; then, we analyze the meaning of flight control commands by the accumulated error of each cluster; next, we extract the binary format of commands and infer field semantics in these commands; and finally, we infer the location of the check field in command and the generator polynomial matrix. The proposed approach is validated via experiments on a widely used consumer UAV.
Introduction
1.1. Background and Protocol Reverse Engineering. The use of civil unmanned aerial vehicles (UAVs) has increased considerably in recent years, largely due to the innovations, reasonable price, and diverse capabilities of such UAVs [1, 2] . At present, civil UAVs are being widely deployed in such applications as aerial photographs, plant protection operations in agriculture, and border patrolling. However, a UAV can also be used for inappropriate applications. UAV abuse cases, such as flight safety regulations and no-fly area violations, pose a growing threat to public safety and privacy [3] ; such cases have been reported by mass media and have gained increasing attention from the public. Therefore, airspace administrators urgently need an effective method to regulate UAVs.
Reverse analysis of flight control commands in the communication channel between the UAV and controller helps us understand the meaning and format of these commands and is highly beneficial to the regulation of UAVs. However, a number of flight control protocols are undocumented or private, that is, having no publicly available specifications. Thus, it is difficult to reverse-analyze UAV control commands because of their private design.
Automatic protocol reverse-engineering [4] techniques enable private protocols to be understood. The goal of automatic protocol reverse engineering is to extract the grammar, semantics, and state machine of private protocol messages [5] [6] [7] . Thus, we can use automatic protocol reverse-engineering techniques to reverse analyze UAV flight control commands.
Related
Work. Many researchers have published valuable studies on automatic protocol reverse engineering. There are two main approaches to reverse-analyze private protocols automatically: based on dynamic program analysis and based on network traces [8] . Polyglot [9] and Dispatcher [10] use dynamic binary program analysis to extract the message format of private protocols. Dispatcher can also extract the field semantics of protocol commands. However, the flight control programs of target UAVs are not always available for airspace administrators. Methods based on dynamic program analysis (such as Polyglot and Dispatcher) suffer from certain limitations. For example, they require the flight control programs. Different from Polyglot and Dispatcher, Protocol Informatics [11] uses algorithms found in the bioinformatics field to extract the format of protocol messages collected from network traces. Shevertalov and Mancoridis proposed a tool based on network traces called PEXT [12] to analyze finite state machines using private protocols. In addition, PEXT uses the longest common subsequence (LCSS) [13] to classify private protocol messages into clusters. Discoverer [14] leverages recursive clustering and type-based sequence alignment to infer private protocol message formats from its network trace. PRE-Bin [15] extracts bit-oriented formats of protocol message formats from its network trace based on hierarchical clustering, the multiple sequence alignment algorithm, and the Bayes decision model. Li and Yu [16] mined keywords of private protocols tunneled over Web-Socket using a hidden semi-Markov model [17] based on network traces. However, methods proposed in previous work are often unavailable to the scientific community [18] . Netzob [18] is an open-source protocol reverse-engineering tool for analyzing protocol message formats and protocol state machines. This protocol features high accuracy when analyzing complex communication protocols.
Approaches based on network traces mentioned in [11, 12, [14] [15] [16] 18 ] focus on network communication protocols such as ICMP, FTP, DNS, or certain undocumented communication protocols running on botnets instead of UAV flight control protocols. As a result, the approaches described above cannot be used for reverse engineering of private flight control protocols for UAVs directly, and they cannot extract the meaning of flight control commands. However, their fundamental concepts are creative and valuable. Thus, we can use these concepts when reverse-analyzing flight control protocols.
To the best of our knowledge, few publications have described protocol reverse engineering of the private flight control protocols of UAVs. Rodday et al. [19] proposed a method to analyze the meaning of flight control commands by decompiling the Android app that is offered to control UAVs. However, the method will be invalid if the app is unavailable.
Main Contribution and the Outline.
To address the issues we noted above, this paper designs an automatic reverse analysis method based on network traces for the private flight control protocols of UAVs. First, the flight control commands collected from the binary network trace are classified into clusters by length and LCSS [13] . Then, the meanings of the flight control commands are inferred based on the fact that UAV movement is a real-time reaction to received flight control commands. Then, we extract the binary format of flight control commands and analyze the semantics of a variable field in these commands. Finally, we infer the location of the check field and the generator polynomial matrix, which is used to calculate the value of the check fields.
In summary, this paper makes the following contributions: the method is applicable to analyze the flight control commands of UAV. The method can extract the meaning of the commands, parse the format of flight control commands, infer the semantics of fields in these commands, and determine how to generate the check field (CRC or other codes).
The proposed method is based on binary network traces and does not require prior knowledge regarding the target flight control protocol or the flight control programs of the target UAV. However, the target UAVs must be visible when inferring the meaning of flight control commands. This paper is organized as follows: a brief introduction to UAVs flight control commands is provided in Section 2. Section 3 proposes the automatic reverse analysis method for the private flight control protocols of UAVs. In Section 4, the proposed approach is validated via experiments on a widely used consumer UAV (names and models are not disclosed because of a nondisclosure agreement). Section 5 presents a concise summary of this paper.
Terminology
UAVs are typically operated using a remote controller or relevant app running on a smart phone to send commands to the UAVs. UAVs perform various actions, such as takingoff, landing, rotating, flying forward, and flying backward, according to the commands. Our approach uses a set of conversations collected from binary wireless network traces as input. Conversations consist of commands exchanged between UAVs and a remote controller. The commands can be classified into clusters by properties such as length or keywords. Certain commands are used to keep the conversation alive or indicate acknowledgment for certain commands but do not move UAVs, whereas other commands operate UAVs to move vertically or horizontally.
In general, as shown in Figure 1 , a command is composed of a sequence of fields that contain a number of bits and has diverse values. Fields of commands with a constant value in a cluster are frequent in every command and are referred to as keywords. Keywords reflect the format of a group of commands and determine the meaning or function of commands to a certain extent. Fields with variable values are referred to as dynamic fields. A dynamic field typically has semantics, such as sequence number or the value of the check field (i.e., check bits). For different flight control protocols, the locations of keywords and dynamic field may be different from those shown in Figure 1 .
To be more specific, an open flight control protocol of UAVs, MAVLink [20] , is introduced to help understand flight control command. Each MAVLink flight control command is 17 bytes long and has the structure shown in Figure 2 . Fields 1 and 2 are keywords with constant value; other fields are dynamic. Semantics of each field are listed in Table 1 . The command function depends on the message ID.
Methodology
There are four steps in our method: (1) classify the flight control commands collected from the binary network trace into clusters, (2) analyze the meaning of the flight control commands, (3) extract the format of the commands and infer the field semantics in the commands, and (4) infer the location of the check field and the generator polynomial matrix. The architecture of the system is illustrated in Figure 3 .
Classify Commands into Clusters.
Because the formats of commands are fixed for a given flight control protocol, types of commands share the same structure, where keywords are fixed and the dynamic field values vary in a certain range but the length of the dynamic field is constant. We classify flight control commands into clusters using two steps. First, we group commands into clusters depending on the length of the commands. Then, in cases in which different types of commands have the same length, we group commands of the same cluster into subclusters according to a certain distance among commands. We use the LCSS [13] described in [12] to calculate the distance between two commands with the same length, and , and we use hierarchical clustering [21] to classify the cluster into subclusters based on the LCSS distance.
.
(1)
Analysis of the Meaning of Flight Control Commands.
Because the speed of wireless signal propagation in airspace is close to the speed of light and the operation speed of the MCU (microcontroller unit) in UAVs is extremely fast, the movement of UAVs is approximately a real-time reaction to corresponding flight control commands. Therefore, the intervals between adjacent moments when a given UAV begins to perform a given action are consistent with the intervals between the adjacent moments when the corresponding command is received by the UAV. As a result, the deviation between these two types of intervals should be extremely small, and the intervals between adjacent moments when other commands are received by the UAV do not have consistency with intervals of that action. We denote the set of flight control commands collected from a binary network trace as = { | = 0, 1, 2, . . . , } ,
where is the th cluster in the command set. Cluster is denoted as a sequence of commands; that is,
where is the th command in cluster . To acquire the meaning of the flight control commands, we tag each message with a timestamp to record the time when the message is received. We also record the time Γ when the target UAV begins to perform a given action Γ, such as taking-off or landing, for the th time and the target UAV performs the action Γ + 1 times. If the number of commands in a cluster is less than +1, then these commands in the cluster cannot be corresponding commands for the action Γ. Thus, we do not consider them when we infer commands the cluster contains that control the target UAV to perform action Γ.
We consider two types of time interval sequences:
(1) UAV Action Time Interval Sequences Δ Γ . Each time interval in this sequence indicates the time differences between adjacent moments when the UAV begins to perform the same action Γ; that is,
(2) Receiving Message Time Interval Sequences . Each time interval in this sequence indicates the time differences between adjacent moments when message in cluster is received; that is, = { +1 − | = 0, . . . , − 1} .
We define the accumulated error Γ of cluster , which measures the deviation between Δ Γ and :
Assuming that the minimum accumulated error Γ for action Γ among all clusters ( = 0, 1, 2, . . . , ) in the set of commands collected for network trace is Γ , we can infer that the commands in cluster are the commands controlling the target UAV to perform action Γ. If several values of Γ represent the lowest accumulated errors, the commands belonging to the cluster whose amount is near + 1 are corresponding commands that are more relatively likely. The meaning of flight control commands reverse analysis algorithm is summarized in Algorithm 1 for clarity.
Extract Format and Infer Field Semantics.
We utilize the Protocol Informatics project [11] to extract the binary format of commands. This method applies the sequence alignment algorithm to extract formats. The details of this method have been published in [11] and are thus not presented here.
Whereas keywords reflect the format or structure of a group of commands, the field semantics of dynamic fields Input: Action Γ beginnning time Γ ( = 0, 1, . . . , ) Timestamp of command ( = 0, 1, 2, . . . , , = 0, 1, 2, . . . , ) Output: Commands in which the cluster control target UAV to do action Γ, Initiation: min = 0, all Γ = 0 ( = 0, 1, 2, . . . , ), temp = 0 (1) for all except = do (2) Δ Γ = Γ +1 − Γ (3) end for (4) for all do (5) for all except = do (6) = + 1 − (7) end for (8) end for (9) for all do (10) for ← 0 to − do (11) temp = 0 (12) for ← 0 to − 1 do (13) add | + − Δ Γ | to temp (14) end for (15) add temp to Γ (16) end for (17) end for (18) print Commands in cluster min control the target UAV to do action Γ Algorithm 1: The meaning of commands reverse analysis algorithm. describe the type of command. Typical dynamic field semantics include the sequence number, check field, and length of message. Different field semantics have different attributes. For example, the sequence number increases or decreases progressively over time. The check field is always located at the end of a command, and its value does not have a clear trend, unlike the sequence number. Field semantics are fundamental to understanding the function of a message, and we will demonstrate how to infer the location of the check field and reverse-analyze the generator polynomial matrix of the check field in Section 3.4.
Inferring the Location of the Check Field and Generator
Polynomial Matrix. The check field is always located at the end of a command. The method employed here considers that if the last dynamic field in a given command does not exhibit a clear trend, it is likely the check field. The generator matrix is essential when analyzing how to generate the value of the check field. There are many possible ways to calculate the check field value, including a cyclic redundancy check (CRC) and a parity check. However, for a private protocol, we do not have prior knowledge about the checking technique, the generator matrix, or the checking range, that is, the input when calculating the value of the check field. We propose a method to reverse-analyze how the target UAV generates check values and what the generator matrix is in affine space without the aforementioned prior knowledge. We also validate the obtained generator matrix by comparing the constructed check values with those collected from the network trace.
The format of a typical command Com is shown in Figure 4 . The command consists of 4 fields: keyword 1 , Check field
Flight control command Keyword Dynamic field dynamic field , keyword 2 , and check field . These fields are 1 , 2 , 3 , and 4 bits long, respectively. We consider the command Com as a block matrix. Thus, fields 1 , , 2 , and are blocks in Com, with sizes of 1 × 1 , 1 × 2 , 1 × 3 , and 1 × 4 , respectively. We assume that the generator matrix is . Consequently, can be partitioned into three blocks: 1 , 2 , and 3 . The sizes of 1 , 2 , and 3 are 4 × 1 , 4 × 2 , and 4 × 3 , respectively. , 1 , , 2 , and satisfy (9) . The only operation when calculating the value of the check field is logical XOR.
] ] ] = .
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Input: A cluster Com consists of the given command Com Format of the command or the cluster new dynamic field ( ) of a new command belongs to cluster Com Output: Vector and generator matrix is 2 of the cluster Check field value of the new command corresponding to ( ) Initiation: ← length of check field, SP ← a set of all possible bits binary sequence (1) for each bit in check field do (2) flag = 0 (3)
for item in SP do (4) for (Com , Com ) in Com do (5) if not equation (12) then (6) flag = 1 (7) break (8) end if (9) end for (10) if flag == 1 then (11) break (12) end if (13) join item in 2 (14) end for (15) end for (16) Com ← an arbitrary command in cluster Com The th bits in the check fields of commands Com and Com are assumed to be ( ) and ( ) , respectively, because they satisfy (9); ( ) and ( ) also satisfy 1,
1,
where 1, , 2, , and 3, are the th rows in 1 , 2 , and 3 , respectively.
1, 1 ⊕ 3, 2 is denoted as . The XOR of (10) and (11) is
Because ( ) , ( ) , ( ) , and ( ) are known, we can solve each row in generator matrix 2 using (12). Then, we can solve each bit in based on (10) or (11) . For any command Com with a new dynamic field ( ) , we can calculate its check value by
Equation (13) helps us reconstruct the check field for a new dynamic field. We can validate the obtained generator matrix by comparing the reconstructed check field with the one collected from a network trace. The check field reverse analysis and reconstruction algorithm is summarized in Algorithm 2 for clarity. Other command formats with different numbers of keyword fields and data fields can also apply the reverse analysis and reconstruction method.
Evaluation
In this paper, we use a consumer UAV that has a considerable market share in the civil UAV market as the reverse analysis target to demonstrate the validity of our method. The name and model of the UAV are not disclosed due to a nondisclosure agreement. The UAV has a WPA2-protected [22] WiFi link between itself and the operator's smartphone. The operator can operate the UAV takeoff and landing by an official app running on the smartphone. As the TCP payload, the flight control commands are transmitted by a TCP link between the UAV and smartphone. We crack the WiFi link by dictionary attack [23] and intercept the binary network trace of the TCP link and extract the TCP payload from TCP segments as the dataset for our experiment. We collect 132,966 TCP segments by applying a Wireshark and 802.11n wireless USB adapter. Because the direction of commands is from the smartphone to UAV, we preprocess the TCP segments to extract payloads sent by the smartphone as the command set under consideration. The total number of commands is 10,672. We implement the proposed method by Python on Linux OS with a 3.4 GHz CPU.
It requires 1.79 s to classify the commands into clusters. As shown in Table 2 , we classify the commands that we collect from the network trace into 11 clusters. Cluster Number 10 might belong to TCP ACK segments because they do not have a data segment. Clusters Number 0 and Number 4 only have one message; thus, we do not extract their keywords. Clusters Number 6 and Number 7 have different keywords but the same length.
Security and Communication Networks 7 In the experiment, we extract the command that controls UAV takeoff. The UAV takes off at four times-at 9:10:02 am, 9:10:52 am, 9:11:42 am, and 9:12:32 am. The time intervals between the four takeoff actions are 50 s. It requires approximately 0.22 s to extract the target command. Based on Algorithm 1, we infer that the commands in Cluster Number 5 control the UAV takeoff. As shown in Figure 5 , we calculate the accumulated error Γ (Γ = takeoff) of each cluster ( = 0, 1, . . . , 9) . Clusters Number 0, Number 3, Number 4, and Number 8 cannot consist of the takeoff commands because their commands amounts are less than 4, that is, +1 in (4). Thus, we do not show their accumulated error. The accumulated error Γ 5 of Cluster Number 5 is the lowest of all of the clusters in the dataset.
Then, we extract the binary format of the takeoff commands using Protocol Informatics [18] , which requires 0.03 s. In addition to the keywords shown in Table 1 , there are two dynamic fields in the command, as shown in Figure 6 .
We collect another 100 takeoff commands to infer the field semantics precisely. The variety pattern of the dynamic field in these commands indicates that the first dynamic field is a sequence number because its values increase progressively over time (see Figure 7 ) and the second dynamic field is the check field because it is located at the end of the commands and does not have a clear trend (see Figure 8 ).
Algorithm 2 is used to reverse-analyze the way in which the UAV generates the check field and generator matrix in affine space. We use 15 of these 104 takeoff commands to solve the generator matrix and the other 89 commands to verify that the generator matrix is correct. It requires approximately 45.79 s to acquire the generator matrix. A comparison of the reconstructed check field with the remaining check fields collected from the network trace yields an accuracy of 100%. One of the generator matrices (generator matrix 2 of the takeoff command) is shown in (14) . The check field is generated by CRC16, because the generator matrix with a cyclic shift property and the length of the value in the check field is 16 bits. 
Conclusion
Understanding the meaning and format of UAV flight control commands by automatic protocol reverse-engineering techniques is highly beneficial to UAV regulation. This paper proposed a method to analyze the private flight control protocols of UAVs. First, we classify flight control commands collected from a binary network trace into clusters; then, we analyze the meaning of the flight control commands by the accumulated error of each cluster; next, we extract the format of the commands and infer the field semantics in these commands; and finally, we infer the location of the check field and the generator polynomial matrix that generates the check field. In experiments, we reconstructed the flight control command successfully. Future work will aim to leverage computer vision technology to improve the method of mining the meaning of flight control commands.
