Abstract. In the IoT, data is exchanged and used by heterogeneous devices in machine-to-machine communications. Managing complex systems is at the core of autonomic computing and a key topic in the IoT. Therefore, interoperability is a central issue, at both the syntactic and the semantic level. To tackle syntactic and architectural interoperability, standards allow systems to connect and exchange structured data. However, for data to be used, semantic interoperability must be ensured to provide meaning and consistency. In this paper we provide syntactic and semantic interoperability solutions in a home automation autonomic system.
Interoperability in Complex System Management
The Internet of Things (IoT) is a technological paradigm that brings tremendous changes in domains as various as agriculture, smart cities, home automation, manufacturing, transportation, energy management, health, etc. [1] .
However, the silo-oriented design of solutions leads to an important vertical fracturing, raising a need for openness. Indeed, this fracturing is a cause of interoperability issues, a major concern for the development of the IoT, motivating standard organizations and open source communities to address these obstacles.
Furthermore, the lack of interoperability brings scalability issues: connecting devices or applications that are not interoperable requires the development of a dedicated middleware, which is a time-consuming process that has to be renewed each time new components are integrated. Hence, the system management becomes complex, and a way to automate it is using the autonomic computing paradigm [2] , introduced in [3] . An autonomic system is the association of a managed entity and an autonomic agent in charge of controlling it, allowing the system administrator to only give high-level policy to the agent who will enforce them on the underlying entity. The issue in the deployment of such a system is to ensure interoperability between the manager and the managed entities, both at a syntactical and at a semantic level. In this paper, we will focus on a home automation use case with an instrumented apartment inside a connected building, combined with an automation solution that ensures monitoring and control of the place. An overview of this system is shown on Fig. 1 . In this context, two main issues are at stake: syntactic interoperability to interact with heterogeneous devices, and semantic interoperability to provide meaningful and machine-understandable data.
The remaining of this paper is structured as follows: first, the role of interoperability in autonomic solutions for the IoT is studied. Then, our contribution is described in two parts: OM2M, an open-source implementation of the oneM2M standard, is presented as a syntactic interoperability provider, and SemIoTics, a software based on a semantic knowledge base, is presented as a semantic interoperability provider. As an illustration, we provide the real experimentation setting we used before concluding this paper.
Autonomic Computing and Interoperability for the IoT
A complete autonomic agent requires both syntactic and semantic interoperability to be fully functional in order to manage a set of connected devices. We chose to implement the MAPE-K loop, an autonomic control structure presented in [3] . An instance of this loop in an IoT context is discussed in [4] .
The loop is structured in four phases: Monitoring, Analysis, Planning, and Execution, that we implemented in our use case. Monitoring and Execution are the two phases where the autonomic agent is in direct contact with the monitored system. In the Monitoring phase, raw sensor data is collected by the system. In the Execution phase, commands are sent to the actuators (the devices having an impact on the physical world, e.g. lamps or heating systems). These two phases require syntactic interoperability that ensures the communication between the autonomic agent and the heterogeneous set of devices. Analysis and Planning are two more abstract phases where the agent implements high level policies. Analysis is the abstraction of the collected data into meaningful symptoms. Planning is the decision-making process where the system determines the actions to be performed through actionable nodes. These two phases are enhanced by semantic interoperability that eases contextualization and reasoning on data. Some existing work such as [5] propose both syntactic and semantic interoperability solutions, but are not based on standards, and not dedicated to autonomic computing. Most of the existing work is either dedicated to one type interoperability or the other, that is why the rest of this section will be dedicated to the study of these contributions separately. Furthermore, different protocols contribute to the ecosystem such as LWM2M, a device management protocol based on CoAP, a lightweight equivalent of HTTP [6] or MQTT 9 , a publish-subscribe protocol. In this paper, we focus on oneM2M since it provides syntactic interoperability but also aims to bring semantic interoperability features [7] necessary for the autonomic control.
For Monitoring and Execution

For Analysis and Planning, semantic interoperability:
The data manipulated by the autonomic agent comes from heterogeneous sources, and can be expressed in different formats. Existing work such as [8] tackles this problem by proposing enrichment techniques to transform raw data into knowledge conform to the W3C recommendations. Once enriched, collected data becomes exploitable and can be abstracted into higher-level knowledge as in [9] , which is useful in our case of symptom computing in the MAPE-K loop. The knowledge base of an autonomic agent can be expressed in different formalisms [2] , in particular using ontologies and semantic web technologies, which provide a meaningful unambiguous knowledge representation.
Eclipse OM2M: A Standard and Open Source Platform
Spreading the IoT through openness and open source: Considering the actual ecosystem, openness is an important criteria in the success of the projects to come: developing one's own entire solution is complicated, time consuming and not always relevant. To address this important issue, different entities contribute to break the vertical fragmentation and offer alternative solutions as standard organizations, but also open source communities.
As an example, the Eclipse foundation hosts several open source projects providing implementations of solutions, standards, services, frameworks, protocols, etc. that enable an open IoT 10 . The cooperation between standards and open source is particularly interesting since it ensures a better feedback from the developers community and a wider spread usage of interoperable solutions.
OM2M a middleware for syntactic interoperability: Since 2013 the LAAS develops a horizontal standard platform: OM2M
11 . The project started being an implementation of the European SmartM2M ETSI Standard [10] and now implements the oneM2M standard since November 2015 thanks to our contribution.
OM2M is an open source project hosted by the Eclipse foundation, and is part of the Eclipse IoT working group.
OM2M is a horizontal service platform for IoT interoperability providing a RESTful Application Programming Interface (API) with a generic set of service capabilities. Its architecture is based on the OSGI framework, and is extensible via a plugin system. The aim of this kind of platform is to enable the development of services independently of the underlying heterogeneous network of devices. It facilitates the deployment of IoT applications by creating a standard abstraction of Things so that applications can be developed independently of the devices or the platforms. OM2M can be used on different levels in an IoT architecture: at the top level, that is to say on the server level, or on intermediary nodes of the topology, or even on the lower nodes directly connected to the objects. Moreover, implementing the standard makes OM2M interoperable with other implementations of oneM2M and has been tested during several plug-tests.
In a nutshell, OM2M provides an interoperability layer regarding the architecture and protocols, thanks to the oneM2M standard specifications. The platform can be executed at different levels in an IoT topology, and is extensible.
At this point, a sufficient level of abstraction is reached and we can focus on data formalism issues and semantic interoperability. In our case, OM2M is deployed on the gateways and the server (cf. Fig. 1 ) to connect devices to the system and expose them in a standard representation.
Toward Semantic Interoperability
Why Syntactic Interoperability Is Not Sufficient
Semantic interoperability is achieved when interacting systems attribute the same meaning to the content of their exchanges. It requires systems to communicate and to be able to parse the received data: it cannot be built without syntactic interoperability. On the other hand, two systems syntactically interoperable can have semantic discrepancies: for instance, they can exchange sensor observations in XML, but one may format the timestamp MM-DD-YYYY, while the other may use a DD-MM-YYYY format. The two systems will be able to parse the data of each other, but will wrongfully attribute the same meaning to it. This very simple case can be extended to all classic structured data models: relational databases, XML, JSON, etc.
In that case, the first solution to achieve semantic interoperability is a one-byone model mapping. However, this approach is not scalable in complex systems, where several different data models can dynamically interact, which is the case in many IoT architectures. Another more suitable approach is to use shared data models rich enough to be used unambiguously, such as ontologies. Their level of formalism makes them meaningful for the software agents, helping to bridge the gap between different syntactic data models. Data models can be annotated to be aligned with ontologies, and raw data can be enriched to become semantically enabled. The association of an ontology and the data it describes is called a knowledge base.
A Knowledge Base Centric Autonomic Agent
In a connected devices network, many nodes only have limited data models (mostly raw values or simple API calls), when higher-level applications have a much more complex data representation (value, unit, originating/destination device, device reliability, location, etc.). Ensuring end-to-end data consistency is among the challenges listed in [11] , and it is one of the goals of semantic interoperability. SemioTics is an autonomic application built on top of OM2M (cf. Fig. 1) , featuring a knowledge base as its core component: it is used at every step of the MAPE-K loop, and it holds the high-level policies defined by the system administrators. SemioTics extends the notion of end-to-end consistency: the data from the system is not only enriched so that its meaning is maintained, but new knowledge is derived from it, and reinjected into the managed entity.
The raw measures generated by the sensors are enriched by SemioTics using ontologies as SSN 12 for sensor and observations, or IoT-O 13 for IoT-related knowledge: actuator and actuation, device and service, etc. Being described with meaningful vocabularies, the observations generated by the system as well as the knowledge regarding the system itself become semantically interoperable (Semantised data on Fig. 1 ). This knowledge can be manipulated by the system administrator to express high-level policies, or can be exchanged with remote systems. Finally, the agents converts inferred meaningful knowledge back into low-level data to control the devices: semantic interoperability is brought seamlessy to the devices unaware of semantic models. Standards also have a role to play in the domain of semantic interoperability: for instance, the oneM2M standard proposes its own ontology 14 to describe concepts related to its architecture and to IoT in general. Two ontologies aligned with the same reference ontology become semantically interoperable, so the emergence of standard ontologies and the reuse of existing resources are key elements to semantic interoperability. The integration of a knowledge base in the autonomic agent allows to integrate evolving external knowledge, and to ensure semantic consistency from the monitoring to the execution.
Use Case and Experimental Setting
SemIoTics is deployed on top of OM2M for the autonomic control of an apartment, which includes a connected devices architecture with real-world constraints. The experimentation flat is located in the ADREAM building 15 , and the autonomic agent is a software that ensures that user preferences about the environment (temperature, luminosity) are respected (cf. top of Fig. 1 ). The connected devices (both sensors and actuators) come from different brands, and they are based on heterogeneous technologies, connected to two different gateways. These gateways are connected to a server where the autonomic agent is running. This agent is twofold: it includes a horizontal integration layer to communicate seamlessly with the devices, and a control plane using semantic technologies to make decisions. For the lower-level nodes (around 10), different technologies are featured:
-Phidgets for temperature, luminosity and humidity sensor, legacy lamp and fan controlled via a smart plug -EnOcean for a battery-less remote -Philips HUE lamps -ZigBee to control the heater These lower-level nodes are connected to two different gateways, a BeagleBone Black and an Intel Edison, both running an instance of the OM2M platform. They gather the data and provide a standardized RESTful interface to access the devices. At the core of the network, a server runs an instance of the OM2M server side. The gateways are registered on the server, which provides a common interface for the whole system. SemIoTics accesses devices through the server, discovering resources and subscribing to the sensors matching its needs (Table 1) .
Conclusion and Future Work
This paper focuses on interoperability issues in autonomic systems and IoT considering standards and provides an open source implementation. Through a home automation use case, we highlighted on two types of interoperability: syntactic and semantic. The role of standards (as syntactic interoperability providers) is shown with the description of OM2M, an open-source implementation of the oneM2M standard. Then, SemIoTics is introduced to show the role of semantic interoperability at each step of the autonomic system based on MAPE-K loop. From now, standards are developing toward the integration of both syntactic and semantic interoperability (as in oneM2M or in the W3C WoT IG 16 ), which comforts our approach. Future works will focus on the scalability of our approach, in order to adapt it to a whole smart building and even to a smart city deployment.
