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を eJSTKに実装し，プログラマが，生成される eJSVMで使用される GCを 2種類から選択で
きるようにした．
1.3 本論文の構成



















eJSC は JavaScript で記述されたソースプログラムを受け取り，eJS 処理系における独自の
VM 命令列を生成する．eJSC がサポートするのは ECMAScript 5.1 のサブセットであるが，











































とめて Specialという VM型で定義される．また，0や 1などの単純な整数値を常に浮動小数点













型 Objectの分類 JS型 表すもの
Undened Undened undened
Null Null null
Boolean Boolean trueと falseの 2値
String String UTF-16文字列
Number Number 数値




Boolean Object BooleanObject Boxingされた Booleanオブジェクト
String Object StringObject Boxingされた Stringオブジェクト
Number Object NumberObject Boxingされた Numberオブジェクト













位 3ビットは必ず“000”となる．そこで，この下位 3ビットをそのデータの VM型を判別する
ためのポインタタグとして利用する（図 2.3）．ポインタタグによって JSValueの下位 3ビット
が使われるため，数値などは上位 61ビットに格納する．各 VM型を表すポインタタグは表 2.3






































上位 61ビットが，61ビット符号付き整数の 2の補数表現として解釈した整数を表し，下位 3
ビットにポインタタグを保持する．
2.3.2 オブジェクト



















• プロパティ名からプロパティ配列のインデックスへのハッシュ（タグ 20番の非 JSオブ
ジェクトへのポインタ）
• プロパティ配列（タグ 17番の非 JSオブジェクトへのポインタ）
表 2.5 オブジェクトの種類








17 非 JS objectが持つプロパティ
18 非 JS arrayオブジェクトが持つ配列
19 非 JS 関数フレーム
20 非 JS プロパティのハッシュ表
21 非 JS 文字列のキャッシュリスト
22 非 JS 隠れクラス
23 非 JS JSオブジェクトを扱う配列
24 非 JS ハッシュイテレータ
25 非 JS 命令コードの配列
2.4 eJSTK
eJSTKは eJSVMを生成するフレームワークであり，プログラマが定義ファイルを記述する















られてそれが例えば array 型オブジェクトであるかどうかを判定するには，リスト 2.3 の擬似
コードで示すような手順が必要になる．is_arrayは，JSValueを受け取り，それが array型オ
ブジェクトのアドレスかどうかを判定する関数である．まず，objがオブジェクトのアドレスで
あるかを確認するため，2 行目で，ポインタタグがある下位 3 ビットを取り出して，object 型
を表す T_GENERIC(000)と比較する．object型である場合，3行目に入り，objからオブジェ
クトのヘッダを取得する．obj に入っているのはオブジェクトのデータ本体の先頭アドレスで



























て T_ARRAY(001)を定義していた場合，受け取った JSValueのポインタタグが T_ARRAY(001)
























1 bool is_array(JSValue obj) {
2 if ((obj & 0x7) == 0) { // 下位 3ビットが 000の場合
3 uintptr_t header = *((uintptr_t *)obj - 1);
4 size_t header_tag = header & 0xff; // ヘッダの下位 8ビットを取得


































































1 struct chunk {
2 header_t header































1 void * allocate(size_t request_size, size_t type) {
2 struct space *prev = &chunk_list;
3 struct space *free_chunk = chunk_list.next;
4 while (free_chunk != NULL) { // チャンクリストを辿る
5 size_t free_size = get_size(free_chunk->header);
6 struct space *next = free_chunk->next;
7 if (free_size > request_size) { // 十分な空き領域がある場合
8 if (free_size < request_size + MINIMUM_CHUNK_SIZE) {
9 /* 要求サイズを切り取ると十分な空き領域が残らない場合 */
10 /* チャンク全体を割り当てに使用する */
11 /* オブジェクトヘッダをセットする */
12 set_header(free_chunk, request_size, free_size - request_size, type);
13 /* チャンクリストから外す */
14 prev->next = free_chunk->next;
15 return free_chunk + HEADER_SIZE;
16 }
17 else {
18 /* 要求サイズを切り出しても十分な空き領域が残る場合 */
19 /* 空き領域の末尾から必要サイズを切り出す */
20 size_t new_free_size = free_size - request_size;
21 set_size(free_chunk, free_size - request_size); // チャンクを更新する
22 uintptr_t object_addr = free_chunk + new_free_size;
23 /* オブジェクトヘッダをセットする */
24 set_header(object_addr, request_size, 0, type);
25 return object_addr + HEADER_SIZE;
26 }
27 }
28 prev = free_chunk;













1 void root_scan() {
2 foreach (obj in root_objs) { // ルート集合に含まれる全てのポインタ




7 void trace(void* ptr) {
8 if (ptr == NULL) return; // 何も参照していない場合は直ちに関数を抜ける
9 if (in_js_space(ptr)) { // オブジェクトの参照であることを確認する
10 uintptr_t hdrp = (uintptr_t *)ptr - 1;
11 if (is_marked(*hdrp)) {
12 return; // 参照先のオブジェクトに印が付けられていた場合は直ちに関数を抜ける
13 }
14 mark(hdrp); // 参照先のオブジェクトに印を付ける
15 }
16 /* 参照先のオブジェクトの子を辿る */






















2 uintptr_t *sweep_pos = js_space.start;
3 uintptr_t header = *sweep_pos;
4 void *obj = sweep_pos + 1; // データ本体の先頭アドレス
5 chunk_list.next = NULL; // チャンクリストを初期化する
6 struct space* prev = &chunk_list;
7 while (sweep_pos < js_space.start + js_space.size) {
8 { /* 使用中のオブジェクトのエリア */
9 while (sweep_pos < js_space.start + js_space.size
10 && is_marked(header)) { // 印が付いている場合
11 reset_markbit(header); // 印を消す
12 sweep_pos += get_size(header); // 次のオブジェクトのアドレスを取得する
13 header = *sweep_pos;
14 obj = sweep_pos + 1;
15 }
16 }
17 { /* ごみと空き領域のエリア */
18 void* free_start = sweep_pos;
19 while (sweep_pos < js_space.start + js_space.size
20 && !is_marked(header)) { // 印が付いていない場合
21 sweep_pos += get_size(header); // 次のオブジェクトのアドレスを取得する
22 header = *sweep_pos;
23 obj = sweep_pos + 1;
24 }
25 if (free_start != sweep_pos) { // ごみと空き領域のエリアが存在する場合
26 struct space *new_free_chunk = free_start; // 先頭にチャンクを割り当てる
27 set_size(new_free_chunk, sweep_pos - free_start);
28 new_free_chunk->next = NULL;
29 prev->next = new_free_chunk;










































































1 void root_scan() {
2 void *tmp;
3 free_start = to_space_start; // オブジェクトをコピーする先のアドレス
4 foreach (ptrp in root_objs) { // ルート集合に含まれる全てのポインタのアドレス
5 trace(ptrp); // 参照を辿る
6 }
7 tmp = from_space_start; // toスペースと fromスペースを入れ替える
8 from_space_start = to_space_start;
9 to_space_start = tmp;
10 }
11
12 void trace(void **ptrp) {
13 void *ptr = *ptrp;
14 if (ptr == NULL) return;
15 if (in_js_space(ptr)) {
16 uintptr_t *hdrp = (uintptr_t *)ptr - 1;
17 if (!is_marked(*hdrp)) { // 印が付いていない場合
18 mark(hdrp); // 印を付ける
19 size_t size = get_size(*hdrp); // オブジェクトのサイズを取得する
20 copy(free_start, hdrp, size); // オブジェクトをtoスペースにコピーする
21 uintptr_t fp = (uintptr_t *)free_start + 1; // フォワーディングポインタ
22 free_start += size;
23 *ptrp = fp;
24 set_fp(ptr, fp); // コピー元オブジェクトにフォワーディングポインタを格納する
25 ptr = fp;
26 }
27 else { // ptrが指すオブジェクトは既にコピーされている















1 void set_fp(void *ptr, uintptr_t fp) {
2 *ptr = fp;
3 }
4





















































2 int gc_root_stack_ptr = 0;
3
4 void gc_push(void **addr) {
5 gc_root_stack[gc_root_stack_ptr] = addr;
6 gc_root_stack_ptr += 1;
7 }
8
9 void gc_pop(void **addr)
10 {
11 if (gc_root_stack[gc_root_stack_ptr - 1] != addr) {
12 abort();
13 }
14 gc_root_stack_ptr -= 1;






















において，10 行目で GC が実行された際に v2 を辿ろうとするが，10 行目の時点で v2 にオブ
24
1 #define GC_ROOT(_type, _var) _type _var = ((_type) 0)
2 #define GC_PUSH(a) gc_push((void **)&a)
3 #define GC_POP(a) gc_pop((void **)&a)
4





10 v2 = allocate_new_object();
11 ...















































OS Ubuntu 17.10 (Linux kernel 4.13.0-31-generic)







































































図 5.1，5.2，5.3，5.4に示す．それぞれ，図 5.1が全実行時間，図 5.2が GC時間比率，図 5.3
が GC停止時間，図 5.4が GCの実行回数を示す．いずれも，横軸は使用したプログラムの種類








































































































































































































































































































IoT デバイスをターゲットとした eJSVM について，それを提供するフレームワークである
eJSTKにコピー方式 GCアルゴリズムを実装し，既存のマークスイープ方式と選択可能にした．
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