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Resolució de problemes flow-shop híbrids flexibles amb blocking  
que minimitzin la suma de retards dels treballs a programar 
Resum 
En aquest volum es presenta la informació complementaria del projecte pel que respecta a 
l’algorisme desenvolupat. 
Podem separar aquest volum en tres gran capítols: 
o Annex 1: Manual d’usuari 
o Annex 2: Codi del programa 
o Annex 3: Codi del programa pare 
 
Pág. 2  Annexes 
 
 
  Pág. 3 
 
Resolució de problemes flow-shop híbrids flexibles amb blocking  
que minimitzin la suma de retards dels treballs a programar 
Sumari 
RESUM ______________________________________________________ 1 
SUMARI _____________________________________________________ 3 
1. ANNEX 1: MANUAL D’USUARI _______________________________ 5 
1.1. Fitxer d’entrada .............................................................................................. 5 
1.2. Fitxer de sortida .............................................................................................. 6 
1.3. Execució del programa .................................................................................. 7 
2. ANNEX 2: CODI DEL PROGRAMA ____________________________ 9 
2.1. Variables globals ............................................................................................ 9 
2.2. Programa principal ......................................................................................... 9 
2.3. Subprogrames .............................................................................................. 15 
2.3.1. Subprograma desaSequencia ........................................................................ 15 
2.3.2. Subprograma mostraProgramacio ................................................................. 16 
2.3.3. Subprograma CalcularEtapa0 ........................................................................ 18 
2.3.4. Subprograma PosicioMinimIndex ................................................................... 22 
2.3.5. Subprograma minimEtapa .............................................................................. 23 
2.3.6. Subprograma maquinaAssignar ..................................................................... 24 
2.3.7. Subprograma maquinaAssignar ..................................................................... 24 
2.3.8. Subprograma Blocking ................................................................................... 25 
2.3.9. Subprograma Maquina ................................................................................... 26 
2.3.10. Subprograma RecalcularMaqEtapaAnterior ................................................... 27 
2.3.11. Subprograma PecesInicialsEtapes ................................................................. 28 
2.3.12. Subprograma Calcular .................................................................................... 29 
2.3.13. Subprograma LlegirFitxer ............................................................................... 29 
2.3.14. Subprograma IgualarMatrius2D ...................................................................... 31 
2.3.15. Subprograma NumeroVeinsIntercanviVeinsRetard ........................................ 34 
2.3.16. Subprograma Numero_Veins ......................................................................... 34 
2.3.17. Subprograma NumeroVeinsIntercanviMaquina .............................................. 36 
2.3.18. Subprograma IntercanviMaxFolgança ............................................................ 36 
2.3.19. Subprograma IntercanviMaxRetard ................................................................ 38 
2.3.20. Subprograma MaximProgramacioPerPeça .................................................... 40 
2.3.21. Subprograma CalcularAltresEtapes ............................................................... 41 
2.3.22. Subprograma CalcularAltresEtapesBlocking .................................................. 42 
2.3.23. Subprograma RetardPeces ............................................................................ 44 
2.3.24. Subprograma Retard ...................................................................................... 44 
Pág. 4  Annexes 
 
2.3.25. Subprograma TransformadorFolgança ...........................................................45 
2.3.26. Subprograma Transformador ..........................................................................47 
2.3.27. Subprograma Transformador3 ........................................................................48 
2.3.28. Subprograma Programació .............................................................................49 
2.3.29. Subprograma Sequencia .................................................................................50 
2.3.30. Subprograma Swap .........................................................................................51 
2.3.31. Subprograma Transformador4 ........................................................................52 
2.3.32. Subprograma IntercanviMaquines ...................................................................53 
2.3.33. Subprograma NumPecesMaq .........................................................................55 
2.3.34. Subprograma VariableNeighborhoodSearch0 .................................................56 
2.3.35. Subprograma VariableNeighborhoodSearch1 .................................................57 
2.3.36. Subprograma VariableNeighborhoodSearch2 .................................................58 
2.3.37. Subprograma VariableNeighborhoodSearch4 .................................................59 
2.3.38. Subprograma VariableNeighborhoodSearch3 .................................................61 
3. ANNEX 3: CODI DEL PROGRAMA PARE _____________________ 65 
3.1. Programa principal ....................................................................................... 65 
 
  Pág. 5 
 
Resolució de problemes flow-shop híbrids flexibles amb blocking  
que minimitzin la suma de retards dels treballs a programar 
1. ANNEX 1: Manual d’usuari 
En aquest annex es mostra el codi del programa. En el desenvolupament d'aquest s'han 
desenvolupat moltes funcions no utilitzades (no cridades) en l'algorisme final escollit. 
Es mostren igualment perquè han estat necessaris per l'elecció de les característiques 
finals de l'algorisme i perquè s'entengui en detall el seu funcionament. 
S'ha volgut estructurar el codi en tres grans blocs: 
1-Declaració de variables globals 
2-Programa principal 
3-Subprogrames       
1.1. Fitxer d’entrada 
El fitxer d'entrada, representat en la figura 1.1, està en format .txt delimitat per tabulacions. 
 
 
 
 
 
 
 
 
 
 
Figura 1..1:Fitxer d’entrada – Font: Pròpia 
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L'estructura dels fitxers és la següent: 
1.La primera fila conté un únic valor i representa el número de peces de l'exemplar. 
2.La segona fila conté també un únic valor i representa el número d'etapes de l'exemplar. 
3.La tercera fila té m columnes essent m el número d'etapes i indica el número de 
màquines que participen en cada etapa. 
4.La quarta fila té n columnes essent n el número de peces i indica la data de lliurement de 
cada peça. 
5.La cinquena fila també té n columnes i indica els pesos de cada peça. En el present 
projecta s'ha considerat tots els pesos iguals i de valor 1. 
6.En la sisena fila s'inicia una matriu (m x n) que indiquen els temps de procés de les n 
peces en cada etapa. 
7.A continuació, hi ha una matriu ((m x n) x (n + 1)) que conté els temps de preparació. 
Aquesta gran matriu es pot dividir en n submatrius de (m x (n+1)). Cada submatriu p indica, 
en l'etapa (p) en qüestió, el temps de preparació de la peça p si prèviament es processa la 
peça k-1 (la columna 0 és per si prèviament no s'està processant cap peça). 
Per exemple, en el cas que s'observa, el temps de preparació de la peça 2 (submatriu 2) si 
ve precedida per la peça 3, es tindrà un temps de preparació de . 
1.2. Fitxer de sortida 
 
Figura 1..2.Fitxer de sortida – Font: Pròpia 
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El programa desenvolupat escriu dos arxius de sortida: l'un, amb els resultats del retard, el 
temps de càlcul i les característiques de cada exemplar (figura 1.2) i un altre amb la 
seqüència amb la que es programa la primera etapa (figura 1.3). 
 
 
 
 
 
 
L’arxiu seqüencia.txt permet visualitzar més detalladament els canvis realitzats en la 
programació de la primera etapa. Primerament, s’escriu la seqüència resultant de 
l’heurística seguida de la seqüència després de fer la cerca de veïnatges variables. 
En cada fila es van alternant tres números: el número de la peça programada en aquella 
màquina, el retard que té aquesta peça al final del procés i el temps que està bloquejada. 
 
1.3. Execució del programa 
L'execució del programa s'inicia al fer doble click en l'executable. Els arxius d’entrada han 
d’estar en el següent directori: C:\Fitxers_entrada\. 
 
 
Figura 1..3.Fitxer de sortida seqüència – Font: Pròpia 
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2. Annex 2: Codi del programa 
2.1. Variables globals 
static float alpha; //Valor de la constant per l'heurística Slack 
static float complementAlpha; //complement de la constant 
static int numEtapes, numPeces, numMaq; //número d'etapes, número de peces 
i número de màquines 
static int[] maquinesEnParalel; //vector de màquines en paral·lel on la 
posició del vector indica l'etapa 
static int[][] tempsDeProces;//matiu dels temps de procés dependents de 
l'etapa i de la peça 
static int[, ,] tempsDePreparacio;//matiu dels temps de preparació 
dependents de l'etapa, de la peça anterior i de la posterior 
static int[] dataDeEntrega; //vector de les dates d'entrega, posició del 
vector indica la peça en qúestió 
 
2.2. Programa principal 
static void Main(string[] args) { 
 if (args.Length != 2) { 
 Ajuda(); 
 return; 
 } 
 String fitxer = args[0]; 
 String fitxerSortida; 
 String fitxerSortidaSequencia; 
 fitxerSortida = args[1]; 
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 FileInfo info = new FileInfo(fitxerSortida); 
 DirectoryInfo directori = info.Directory; 
 fitxerSortidaSequencia = directori.FullName + "sequencia.txt"; 
 LlegirFitxer(fitxer); 
 DateTime startTime = DateTime.Now; //S'inicia el comptador de temps 
 int[, ,] programacio = Calcular(aleatori); 
int[,] programacioHeuristica = new int[programacio.GetLength(1), 
programacio.GetLength(2)]; 
        for (int i = 0; i < programacio.GetLength(1); i++) 
            for (int j = 0; j < programacio.GetLength(2); j++) 
                programacioHeuristica[i, j] = programacio[0, i, j]; 
        Console.WriteLine(); 
        Console.WriteLine("PROGRAMACIÓ:"); 
        mostraProgramacio(programacio, numEtapes); 
int retard = 0; 
retard = Retard(programacio); 
Console.WriteLine(); 
Console.WriteLine("RETARD HEURISTICA:{0}", retard); 
Blocking(programacio, numEtapes, numPeces); 
int[,] programacioBlocking = new int[programacio.GetLength(1), 
programacio.GetLength(2)]; 
for (int i = 0; i < programacio.GetLength(1); i++) 
   for (int j = 0; j < programacio.GetLength(2); j++) 
programacioBlocking[i, j] = programacio[0, i, j] -      
programacioHeuristica[i, j]; 
    DateTime stopTime = DateTime.Now; //Es para el comptador de temps 
    TimeSpan elapsedTime = stopTime - startTime; 
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    Console.WriteLine(); 
    Console.WriteLine("PROGRAMACIÓ (BLOCKING):"); 
    mostraProgramacio(programacio, numEtapes); 
    retard = 0; 
    retard = Retard(programacio); 
    Console.WriteLine(); 
    Console.WriteLine("RETARD BLOCKING:{0}", retard); 
    StreamWriter fil = new StreamWriter(fitxerSortida, true); 
    fil.Write("{0}\t", retard);  // retard 
     //fil.Write("{0}\t", elapsedTime.Ticks / TimeSpan.TicksPerSecond); 
 // tempscalcul 
    fil.Write("{0}\t"); 
    fil.WriteLine(); 
        fil.Close(); 
        String[] configuracio = new String[5]; 
        String[] directoris = fitxer.Split(Path.DirectorySeparatorChar); 
        bool cercaExercici = false, cercaTipologiaRetard = false; 
        foreach (String dir in directoris) 
        { 
            if (cercaTipologiaRetard) 
            { 
                configuracio[4] = dir; 
                break; 
            } 
            if (cercaExercici) 
            { 
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                configuracio[3] = dir; 
                cercaExercici = false; 
                cercaTipologiaRetard = true; 
            } 
            if (dir.IndexOf("_") > 0) 
            { 
                // hem trobat el directori arrel 
                String[] config = dir.Split('_'); 
                configuracio[0] = config[0]; 
                configuracio[1] = config[1]; 
                configuracio[2] = config[2]; 
                cercaExercici = true; 
            } 
        } 
        StreamWriter file = new StreamWriter(fitxerSortida, true); 
        file.Close(); 
        int[,] sequencia_entrada = Sequencia((programacio), 0); 
        desaSequencia(fitxerSortidaSequencia, sequencia_entrada, retard,  
        true, programacioBlocking);         
        file = new StreamWriter(fitxerSortida, true); 
        file.Write("{0}\t", configuracio[0]); 
        file.Write("{0}\t", configuracio[1]); 
        file.Write("{0}\t", configuracio[2]); 
        file.Write("{0}\t", configuracio[3]); 
        file.Write("{0}\t", configuracio[4]); 
        file.Write("{0}\t", VNS);  // VNS 
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        file.Write("{0}\t", veinatge1);  // veinatge1 
        file.Write("{0}\t", veinatge2);  // veinatge2 
        if (absolut1 == 0) 
            file.Write("fals\t");  // absolut1 
        else 
            file.Write("cert\t");  // absolut1 
        if (absolut2 == 0) 
            file.Write("fals\t");  // absolut2 
        else 
        file.Write("cert\t");  // absolut2 
        int[,] vns_seq = null; 
        Console.WriteLine("Calculant VNS{0}, veinatge1 {1}, veinatge2 {2}, 
        absolut1 {3}, absolut2 {4}", VNS, veinatge1, veinatge2, absolut1, 
        absolut2); 
        startTime = DateTime.Now; 
        switch (VNS) 
        { 
            case 0: 
                vns_seq = VariableNeighborhoodSearch0(sequencia_entrada, 
veinatge1, veinatge2, absolut1 == 1, absolut2 == 1); 
                break; 
            case 1: 
                vns_seq = VariableNeighborhoodSearch1(sequencia_entrada, 
veinatge1, veinatge2, absolut1 == 1, absolut2 == 1); 
                break; 
            case 2: 
                vns_seq = VariableNeighborhoodSearch2(sequencia_entrada, 
veinatge1, veinatge2, absolut1 == 1, absolut2 == 1); 
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                break; 
            case 3: 
                vns_seq = VariableNeighborhoodSearch3(sequencia_entrada, 
veinatge1, veinatge2, absolut1 == 1, absolut2 == 1, m); 
                break; 
        } 
        Console.WriteLine(); 
        Console.WriteLine("PROGRAMACIÓ (FINAL):"); 
        programacio = CalcularAltresEtapes(vns_seq, 0); 
        int[,] programacioFinal = new int[programacio.GetLength(1), 
programacio.GetLength(2)]; 
        for (int i = 0; i < programacio.GetLength(1); i++) 
            for (int j = 0; j < programacio.GetLength(2); j++) 
                programacioFinal[i, j] = programacio[0, i, j]; 
        Blocking(programacio, numEtapes, numPeces); 
        int[,] programacioFinalBlocking = new 
int[programacio.GetLength(1), programacio.GetLength(2)]; 
        for (int i = 0; i < programacio.GetLength(1); i++) 
            for (int j = 0; j < programacio.GetLength(2); j++) 
                programacioFinalBlocking[i, j] = programacio[0, i, j] - 
programacioFinal[i, j]; 
        stopTime = DateTime.Now; 
        elapsedTime = stopTime - startTime; 
        mostraProgramacio(programacio, numEtapes); 
        retard = 0; 
        retard = Retard(programacio); 
        desaSequencia(fitxerSortidaSequencia, vns_seq, retard, false, 
programacioFinalBlocking); 
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        Console.WriteLine(); 
        Console.WriteLine("RETARD VNS:{0}", retard); 
        file.Write("{0}\t", retard);  // retard 
        file.Write("{0}\t", elapsedTime.Ticks / TimeSpan.TicksPerSecond); 
 // tempscalcul 
        file.WriteLine(); 
        file.Close(); 
          
        } 
 
 
2.3. Subprogrames 
2.3.1. Subprograma desaSequencia 
static void desaSequencia(String fitserSortida, int[,] sequencia, int 
retard, bool inicial, int[,] diferenciaProgramacio) {      
StreamWriter file = new StreamWriter(fitserSortida, true); 
if (inicial) 
file.WriteLine(";Sequencia heuristica"); 
file.Write(retard); 
file.Write("\t"); 
for (int i = 0; i < sequencia.GetLength(0); i++){     
    int[] rp = RetardPeces(sequencia); 
    if (i > 0) 
    file.Write("\t"); 
    for (int j = 0; j < sequencia.GetLength(1); j++){                
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     file.Write(sequencia[i, j]); 
         file.Write("\t"); 
  if (sequencia[i, j] != -1) {                                  
  file.Write(rp[sequencia[i, j]]); 
         file.Write("\t"); 
         file.Write(diferenciaProgramacio[i, sequencia[i, j]]); 
         } 
         else 
         { 
         file.Write("\t"); 
         file.Write("\t"); 
         }                     
         file.Write("\t"); 
         } 
         file.WriteLine();                 
         } 
         file.Close(); 
        } 
} 
} 
 
2.3.2. Subprograma mostraProgramacio 
 
static void mostraProgramacio(int[, ,] programacio, int numEtapes) { 
for (int etapa = 0; etapa < numEtapes; etapa++){ 
   Console.WriteLine("Etapa {0}", etapa + 1); 
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   for (int j = 0; j < maquinesEnParalel[etapa]; j++){ 
     Console.Write("\tMàquina {0}: ", j + 1); 
     ArrayList peces = new ArrayList(); 
   for (int k = 0; k < numPeces; k++){ 
   peces.Add(programacio[etapa, j, k]); 
   } 
   ArrayList posPeces = new ArrayList(); 
   ArrayList Ci = new ArrayList(); 
   int processats = 0; 
   while (processats < peces.Count) { 
   int[] pecesArray = (int[])peces.ToArray(typeof(int)); 
   int peça = pecesArray.Min(); 
   int posPeça = peces.IndexOf(peça); 
posPeces.Add(posPeça); 
Ci.Add(peça); 
peces[posPeça] = Int32.MaxValue; 
processats++; 
} 
Console.Write("\t"); 
for (int i = 0; i < posPeces.Count; i++) 
if ((int)Ci[i] > 0) 
Console.Write("\tP{0}({1})", (int)posPeces[i] + 1, Ci[i]); 
Console.WriteLine(); 
} 
} 
} 
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2.3.3. Subprograma CalcularEtapa0 
static void CalcularEtapa0(int[, ,] programacio, bool aleatori) 
{ 
int etapa = 0; 
int numMaquines = maquinesEnParalel[0]; 
float[] vectorIndexos = new float[numPeces]; 
for (int i = 0; i < numPeces; i++) 
vectorIndexos[i] = 0.0f; 
int[] peçaTractada = new int[numMaquines]; 
for (int i = 0; i < numMaquines; i++) 
peçaTractada[i] = -1; 
//Genero vector de numeros aleatori 
Random rnd = new Random(); 
int[] vectorAleatori = new int[numPeces]; 
int[] vectoragafats = new int[numPeces]; 
for (int k = 0; k < numPeces; k++) 
{ 
vectoragafats[k] = -1; 
} 
int p = -1; 
for (int j = 0; j < numPeces; j++) 
{ 
p = rnd.Next(0, numPeces - 1); 
while ((p < numPeces) && (vectoragafats[p] != -1)) 
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{ 
p++; 
if (p >= numPeces) 
p = 0; 
} 
p = p; 
vectoragafats[p] = 0; 
vectorAleatori[j] = p; 
} 
for (int m = 0; m < numPeces; m++) 
{ 
float min = Single.MaxValue; 
int posMin = Int32.MaxValue; 
if(!aleatori){ 
for (int i = 0; i < numPeces; i++) 
{ 
if (vectorIndexos[i] == Single.MaxValue) 
{ 
continue; 
} 
int sumPij = 0; 
for (int j = 1; j < numEtapes; j++) 
{ 
sumPij += tempsDeProces[j][i]; 
} 
float index = (complementAlpha * tempsDeProces[0][i]) + 
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(alpha * Math.Abs(tempsDeProces[0][i] - dataDeEntrega[i] - sumPij)); 
vectorIndexos[i] = index; 
if (index < min) 
{ 
min = index; 
posMin = i; 
} 
} 
} 
//posMin és la peça que hem d'assignar en cada iteració 
if (aleatori) 
posMin=vectorAleatori[m]; 
int duracio = tempsDeProces[etapa][posMin]; 
vectorIndexos[posMin] = Single.MaxValue; 
Console.WriteLine(); 
 
int minC = Int32.MaxValue; 
int posMaqAcabaAbans = 0; 
for (int i = 0; i < numMaquines; i++) 
{ 
{ 
int[] peces = new int[numPeces]; 
for (int j = 0; j < numPeces; j++) 
    peces[j] = programacio[etapa, i, j]; 
int tPrep; 
if (peçaTractada[i] == -1) 
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    tPrep = tempsDePreparacio[etapa, posMin, 0];//[etapa,numPeces,posMin] 
else 
    tPrep = tempsDePreparacio[0, posMin, peçaTractada[i] + 1]; 
//int valor = duracio + tPrep + programacio[etapa, i, posMin]; 
int valor = tempsDeProces[etapa][posMin] + tPrep; 
if (peçaTractada[i] != -1) 
    valor += programacio[etapa, i, peçaTractada[i]]; 
if (valor < minC) 
{ 
    minC = valor; 
    posMaqAcabaAbans = i; 
} 
} 
} 
peçaTractada[posMaqAcabaAbans] = posMin; 
 
if(minC == 0) 
programacio[etapa, posMaqAcabaAbans, posMin] = 0; 
else 
programacio[etapa, posMaqAcabaAbans, posMin] += minC; 
Console.WriteLine("Calculada {0}a peça (la {6}), programacio({1},{2},{3}) 
= {4} (minC = {5})", m + 1, etapa, posMaqAcabaAbans, posMin, 
programacio[etapa, posMaqAcabaAbans, posMin], minC, posMin + 1); 
Console.Write("Peça tractada "); 
for (int i = 0; i < numMaquines; i++) 
Console.Write(i + 1 == numMaquines ? "{0} = {1}" : "{0} = {1}, ", i, 
peçaTractada[i] + 1); 
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Console.WriteLine(); 
} 
} 
 
static void AssignarPeça(int posmin, int[] peçaTractada, int[] 
tempsmaquina) 
{ 
int min = Int32.MaxValue; 
int tprep = 0; 
int maq = 0; 
int[, ,] programacio = new int[numEtapes, numMaq, numPeces]; 
for (int j = 0; j < maquinesEnParalel[0]; j++) 
{ 
if (peçaTractada[j] == -1) 
tprep = tempsDePreparacio[0, posmin, 0]; 
else 
tprep = tempsDePreparacio[0, posmin, peçaTractada[j] + 1]; 
if (min > tempsmaquina[j] + tprep + tempsDeProces[0][posmin]) 
{ 
programacio[0, j, posmin] = tempsmaquina[j] + tprep + 
tempsDeProces[0][posmin]; 
 
min = programacio[0, j, posmin]; 
maq = j; 
} 
} 
peçaTractada[maq] = posmin; 
tempsmaquina[maq] = programacio[0, maq, posmin]; 
 
} 
 
2.3.4. Subprograma PosicioMinimIndex 
 
//Aquesta funció serveix per saber quina peça té l’index Slack més baix de 
totes les peces 
 
static int PosicioMinimIndex(float[] vectorIndexos) 
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{ 
float min = Single.MaxValue; 
int posMin = -1; 
for (int i = 0; i < numPeces; i++) 
{ 
if (vectorIndexos[i] == Single.MaxValue) 
{ 
continue; 
} 
 
int sumPij = 0; 
for (int j = 1; j < numEtapes; j++) 
{ 
sumPij += tempsDeProces[j][i]; 
} 
 
float index = 
(complementAlpha * tempsDeProces[0][i]) + 
(alpha * Math.Abs(tempsDeProces[0][i] - dataDeEntrega[i] - sumPij)); 
vectorIndexos[i] = index; 
if (index < min) 
{ 
min = index; 
posMin = i; //peça que té un índex menor (peça que hem d'assignar) 
} 
} 
vectorIndexos[posMin] = Single.MaxValue; // posem a infinit el valor de 
l'índex que hem tractat 
return posMin; 
} 
 
2.3.5. Subprograma minimEtapa 
 
//Aquesta funció detecta (temps, màquina i peça) mínimes de l’etapa 
anterior 
 
static int[] minimEtapa(int[,] programacioEtapaAnterior) 
{ 
int min = Int32.MaxValue; 
int posMaq = 0, posPeça = 0; 
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for (int j = 0; j < programacioEtapaAnterior.GetLength(0); j++) 
for (int l = 0; l < programacioEtapaAnterior.GetLength(1); l++) 
{ 
if (programacioEtapaAnterior[j, l] < min && programacioEtapaAnterior[j, l] 
> -1) 
{ 
min = programacioEtapaAnterior[j, l]; 
posMaq = j; 
posPeça = l; 
} 
} 
return new int[] { min, posMaq, posPeça }; 
} 
 
2.3.6. Subprograma maquinaAssignar 
 
//Aquesta funció determnina a la màquina que s’ha d’assignar segons la 
matriu programacio que se li entri 
 
static int maquinaAssignar(int etapa, int[, ,] programacio) 
{ 
float min = Single.MaxValue; 
int posMaq = 0; 
for (int j = 0; j < programacio.GetLength(1); j++) 
for (int k = 0; k < programacio.GetLength(2); k++) 
if (programacio[etapa, j, k] < min) 
{ 
min = programacio[etapa, j, k]; 
posMaq = j; 
} 
return posMaq; 
} 
 
2.3.7. Subprograma maquinaAssignar 
 
 
static int[] minimProgramacioPerEtapa(int[,] programacioperEtapa1, int 
etapa, int[,] programacioperEtapa2) 
{ 
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int min = Int32.MaxValue; 
int posMaq = 0, posPeça = 0; 
int tempspeçaantreior = -1; 
for (int j = 0; j < maquinesEnParalel[etapa]; j++) 
{ 
for (int k = 0; k < numPeces; k++) 
{ 
if (programacioperEtapa2[j, k] < min && programacioperEtapa2[j, k] > -1) 
{ 
min = programacioperEtapa2[j, k]; 
posMaq = j; 
posPeça = k; 
} 
} 
} 
programacioperEtapa2[posMaq, posPeça] = -1; 
int max = programacioperEtapa1[posMaq, posPeça]; 
int min2 = -1; 
for (int i = 0; i < numPeces; i++) 
{ 
if ((programacioperEtapa1[posMaq, i] < max) && 
(programacioperEtapa1[posMaq, i] > min2)) 
{ 
min2 = programacioperEtapa1[posMaq, i]; 
} 
} 
tempspeçaantreior = min2; 
return new int[] { min, posMaq, posPeça, tempspeçaantreior }; 
} 
 
2.3.8. Subprograma Blocking 
 
//Aquesta funció li entrem la matriu de tres dimensions programació i en 
la retorna tenint en compte bloquejos 
 
 
static void Blocking(int[, ,] programacioBlocking, int numEtapes, int 
numPeces) { 
int[] minEtapaActual = new int[4]; 
int[,] programacioBlockingEtapa1 = new int[numMaq, numPeces]; 
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int[,] programacioBlockingEtapa2 = new int[numMaq, numPeces]; 
 
for (int etapa = numEtapes - 1; etapa > 0; etapa--){ 
 
//Inicialitzem programacioBlockingEtapa1 
for (int i = 0; i < maquinesEnParalel[etapa]; i++) 
{ 
for (int j = 0; j < numPeces; j++) 
{ 
programacioBlockingEtapa1[i, j] = programacioBlocking[etapa, i, j]; 
programacioBlockingEtapa2[i, j] = programacioBlocking[etapa, i, j]; 
} 
} 
 
int[] PecesInicialsEtapa = PecesInicialsEtapes(programacioBlockingEtapa2, 
etapa); 
 
for (int k = 0; k < numPeces - maquinesEnParalel[etapa]; k++) 
{ 
minEtapaActual = minimProgramacioPerEtapa(programacioBlockingEtapa1, 
etapa, programacioBlockingEtapa2); //vector (temps, maquina, 
peça,tempspeçaAnteriorEtapaActual) de la péça més petit de l'etapa actual 
if (minEtapaActual[0] != Int32.MaxValue) 
{ 
int maq = Maquina(etapa - 1, minEtapaActual[2], programacioBlocking); 
if (maq != -1) 
{ 
RecalcularMaqEtapaAnterior(programacioBlocking, maq, minEtapaActual, etapa 
- 1); 
CalcularAltresEtapesBlocking(programacioBlocking, etapa); 
} 
} 
} 
} 
} 
 
2.3.9. Subprograma Maquina 
 
//Aquesta subfunció ens diu en quina màquina s’està processant donades una 
etapa, una peça i la matriu programació 
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static int Maquina(int etapa, int peça, int[, ,] programacio) 
{ 
int maq = -1; 
//for (int i = 0; i < numMaq; i++) 
for (int i = 0; i < maquinesEnParalel[etapa]; i++) 
{ 
if (programacio[etapa, i, peça] > 0) 
maq = i; 
} 
return maq; 
} 
 
2.3.10. Subprograma RecalcularMaqEtapaAnterior 
 
//Aquesta funció recalcula totes les peces de la màquina en la que estigui 
la peça actual en la etapa anterior i , posteriorment, es recalcula les 
etapes posteriors al modus CalcularAltresEtapes 
 
static void RecalcularMaqEtapaAnterior(int[, ,] programacioBlocking, int 
maq, int[] minEtapaActual, int EtapaActual) 
{//Retorna la matriu programació retocada a partir dels efectes de fer 
blocking, si se'n fa, a la peça en qüestió 
 
int[,] sequenciaEtapa = Sequencia(programacioBlocking, 
EtapaActual);//Retorna seqüencia etapa 
int[,] programacioBlockingEtapa2 = new int[numMaq, numPeces]; 
if (minEtapaActual[3] > programacioBlocking[EtapaActual, maq, 
minEtapaActual[2]]) 
{ 
int ordre = 0; 
for (int i = 0; i < numPeces; i++) 
{ 
if (sequenciaEtapa[maq, i] == minEtapaActual[2]) 
{ 
ordre = i; 
} //ordre es en quina posicio de la seva maquina apareix 
} 
programacioBlocking[EtapaActual, maq, minEtapaActual[2]] = 
minEtapaActual[3]; 
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ordre = ordre + 1; 
while ((ordre<numPeces)&&(sequenciaEtapa[maq, ordre] != -1)) 
{ 
int temps1 = 0; 
int temps2 = 0; 
if (ordre > 0) 
{ 
temps1 = programacioBlocking[EtapaActual, maq, sequenciaEtapa[maq, ordre - 
1]] + tempsDePreparacio[EtapaActual, sequenciaEtapa[maq, ordre], 
sequenciaEtapa[maq, ordre - 1] + 1] + 
tempsDeProces[EtapaActual][sequenciaEtapa[maq, ordre]]; 
} 
temps2 = programacioBlocking[EtapaActual, maq, sequenciaEtapa[maq, 
ordre]]; 
if (temps1 > temps2) 
{ 
programacioBlocking[EtapaActual, maq, sequenciaEtapa[maq, ordre]] = 
temps1; 
} 
ordre = ordre + 1; 
 
} 
} 
} 
2.3.11. Subprograma PecesInicialsEtapes 
 
static int[] PecesInicialsEtapes(int[,] programacioBlockingEtapa, int 
etapa) 
{ //vector de temps de les primeres peces de l'etapa i posa 0's a les 
etapes inicials de programacioBlockingEtapa 
 
int[] pecesinicials = new int[maquinesEnParalel[etapa]]; 
for (int j = 0; j < maquinesEnParalel[etapa]; j++) 
pecesinicials[j] = Int32.MaxValue; 
int posMin = -1; 
for (int i = 0; i < (maquinesEnParalel[etapa]); i++) 
{ 
for (int j = 0; j < numPeces; j++) 
{ 
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if ((pecesinicials[i] > programacioBlockingEtapa[i, j]) && 
(programacioBlockingEtapa[i, j] >= 0)) 
{ 
pecesinicials[i] = programacioBlockingEtapa[i, j]; 
posMin = j; 
} 
} 
programacioBlockingEtapa[i, posMin] = 0; 
} 
return pecesinicials; 
} 
 
 
2.3.12. Subprograma Calcular 
 
 
static int[, ,] Calcular(bool aleatori) 
{ 
int[, ,] programacio = new int[numEtapes, numMaq, numPeces]; 
for (int i = 0; i < numEtapes; i++) 
{ 
for (int j = 0; j < numMaq; j++) 
for (int k = 0; k < numPeces; k++) 
programacio[i, j, k] = -1; 
} 
CalcularEtapa0(programacio, aleatori); 
int[,] sequencia_etapa0 = Sequencia(programacio, 0); 
programacio = CalcularAltresEtapes(sequencia_etapa0, 0); 
return programacio; 
} 
 
2.3.13. Subprograma LlegirFitxer 
 
static void LlegirFitxer(String fitxer) 
{ 
alpha = 0.0f; // System.Convert.ToSingle(linia); 
complementAlpha = 1.0f - alpha; 
Console.WriteLine("Llegint del fitxer {0}", fitxer); 
char[] delimitador = "\t".ToCharArray(); 
string linia; 
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int numLinia = 0; 
int maquinesLlegides = 0; 
string[] elems; 
ArrayList peces = new ArrayList(); 
System.IO.StreamReader file = new System.IO.StreamReader(fitxer); 
while ((linia = file.ReadLine()) != null) 
{ 
linia = linia.Trim(); 
if (linia.Equals("")) 
continue; 
switch (numLinia) 
{ 
case 0:  // número de Peces 
numPeces = System.Convert.ToInt32(linia); 
break; 
case 1:  // número d’etapes 
numEtapes = System.Convert.ToInt32(linia); 
//tempsDePreparacio = new int[numPeces, numEtapes, numPeces+1]; 
tempsDePreparacio = new int[numEtapes, numPeces, numPeces + 1]; 
break; 
case 2:  // maquinesEnParalel 
elems = linia.Split(delimitador); 
maquinesEnParalel = new int[elems.Length]; 
for (int i = 0; i < elems.Length; i++) 
{ 
maquinesEnParalel[i] = int.Parse(elems[i]); 
} 
numMaq = maquinesEnParalel.Max(); 
break; 
case 3:  // dataEntrega 
elems = linia.Split(delimitador); 
dataDeEntrega = new int[elems.Length]; 
for (int i = 0; i < elems.Length; i++) 
{ 
dataDeEntrega[i] = int.Parse(elems[i]); 
} 
break; 
case 4:  // pesos 
break; 
default:  // tempsDeProces i tempsDePreparacio 
if (maquinesLlegides < maquinesEnParalel.Length)  //tempsDeProces 
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{ 
elems = linia.Split(delimitador); 
int[] peça = new int[elems.Length]; 
for (int i = 0; i < elems.Length; i++) 
{ 
    peça[i] = int.Parse(elems[i]); 
} 
peces.Add(peça); 
maquinesLlegides++; 
if (maquinesLlegides == maquinesEnParalel.Length) 
    tempsDeProces = (int[][])peces.ToArray(typeof(int[])); 
 
} 
else  // tempsDePreparacio 
{ 
elems = linia.Split(delimitador); 
for (int i = 0; i < elems.Length; i++) 
{ 
     
    tempsDePreparacio[(numLinia - 5 - numEtapes) % numEtapes, (numLinia - 
5 - numEtapes) / numEtapes, i] = int.Parse(elems[i]); 
} 
} 
break; 
} 
numLinia++; 
} 
file.Close(); 
} 
 
 
// Funcions auxiliars VNS 
 
2.3.14. Subprograma IgualarMatrius2D 
 
static void IgualarMatrius2D(int[,] M1, int[,] M2) 
{ 
 
Array.Copy(M2, M1, M2.GetLength(0) * M2.GetLength(1)); 
} 
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static void GenerarMillorVei(int[,] sequencia_en_curs, int k) 
{ 
 
int[,] millor_sequencia = new int[maquinesEnParalel[0], numPeces]; 
int z = Numero_veins(sequencia_en_curs, k); 
IgualarMatrius2D(millor_sequencia, sequencia_en_curs); //s2*=S' 
int z2 = 0; 
int retard_millor_sequencia = 
Retard(ProgramacioAmbBlocking(millor_sequencia)); 
 
while (z2 < z) 
{ 
GenerarVei2(sequencia_en_curs, k, z2, true); 
 
if (Retard(ProgramacioAmbBlocking(sequencia_en_curs)) < 
retard_millor_sequencia) 
{ 
IgualarMatrius2D(millor_sequencia, sequencia_en_curs); //s2*=S' 
retard_millor_sequencia = 
Retard(ProgramacioAmbBlocking(millor_sequencia)); 
} 
else 
{ 
IgualarMatrius2D(sequencia_en_curs, millor_sequencia); //s'=S2* 
} 
z2++; 
} 
} 
 
static int[, ,] ProgramacioAmbBlocking(int[,] sequencia) 
{ 
int[, ,] programacio = CalcularAltresEtapes(sequencia, 0); 
Blocking(programacio, numEtapes, numPeces); 
return programacio; 
} 
 
//Genera un veí de s' (del veinatge k i si A=true és el millor veí) 
static void GenerarVei(int[,] sequencia_en_curs, int k, bool a) 
{ 
if (a) // absolut? 
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{ 
GenerarMillorVei(sequencia_en_curs, k); 
} 
else 
{ 
int x = 0; 
Random rnd = new Random(); 
int num_veins = Numero_veins(sequencia_en_curs, k); 
x = rnd.Next(0, num_veins);  // IntercanviMaxFolgança -> k=1 
GenerarVei2(sequencia_en_curs, k, x, a); 
} 
} 
 
static void GenerarVei2(int[,] sequencia_en_curs, int k, int x, bool a) 
{ //Genera un veí de s' (del veinatge k) 
switch (k) 
{ 
case 1: 
Swap(sequencia_en_curs, x); 
break; 
case 2: 
IntercanviMaxRetard(sequencia_en_curs, x, a); 
break; 
case 3: 
IntercanviMaxFolgança(sequencia_en_curs, x, a); 
break; 
case 4: 
IntercanviVeins(sequencia_en_curs, x, a); 
break; 
case 5: 
IntercanviVeinsRetard(sequencia_en_curs, x, a); 
//Console.WriteLine("treballant"); 
break; 
case 6: 
IntercanviMaquines(sequencia_en_curs, x); 
break; 
} 
} 
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2.3.15. Subprograma NumeroVeinsIntercanviVeinsRetard 
 
//Calcula el número de veïns que té el veïnatge Veïns retard donada una 
seqüència determinada 
static int NumeroVeinsIntercanviVeinsRetard(int[,] sequencia_en_curs) 
{ 
//Hem de saber quantes peces tenen retard 
int[] retardpeces = RetardPeces(sequencia_en_curs); 
int z = 0; 
for (int i = 0; i < numPeces; i++) 
{ 
if (retardpeces[i] > 0) 
z = z + 1; 
} 
int v = z - maquinesEnParalel[0]; 
return v >=0 ? v : 0; 
} 
 
2.3.16. Subprograma Numero_Veins 
 
 
//Calcula el número de veins que te un veinatge donat seqüència en curs i 
el veïnatge en qüestió (k) 
static int Numero_veins(int[,] sequencia_en_curs, int k) 
{ 
//k=1 swap, k=2 maxretard, k=3 maxfolgança, k=4 intercanvi veins, cas=5 
intercanvi retards 
 
int veins = 0; 
int numPecesprimeraetapa = 0; 
 
bool fi = false; 
for (int j = 0; j < maquinesEnParalel[0]; j++) 
{ 
int i = 0; 
fi = false; 
while ((i < numPeces) && (!fi)) 
{ 
if (sequencia_en_curs[j, i] == -1) 
{ 
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fi = true; 
} 
if (sequencia_en_curs[j, i] != -1) 
{ 
numPecesprimeraetapa = numPecesprimeraetapa + 1; 
} 
i++; 
} 
} 
int [] maximpeces=NumPecesMaq(sequencia_en_curs); 
int maxim = 0; 
for (int j = 0; j < maquinesEnParalel[0]; j++) 
{ 
if (maxim < maximpeces[j]) 
maxim = maximpeces[j]; 
} 
switch (k) 
{ 
case 1: 
int p = 0; 
for (int i=maquinesEnParalel[0];i>1;i--){ 
p = p + (i - 1); 
} 
veins = maxim *p*5; 
break; 
case 2: 
veins = numPeces - 1; //si s'intercanvien per totes les peces i no només 
les que estan abans 
break; 
case 3: 
veins = numPecesprimeraetapa - 1; 
break; 
case 4: 
veins = numPecesprimeraetapa - maquinesEnParalel[0]; //(2*numPeces) - 
(2*maquinesEnParalel[0]); 
break; 
case 5: 
veins = NumeroVeinsIntercanviVeinsRetard(sequencia_en_curs); 
break; 
case 6: 
veins = NumeroVeinsIntercanviMaquina(sequencia_en_curs); 
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break; 
} 
return veins; 
} 
 
2.3.17. Subprograma NumeroVeinsIntercanviMaquina 
 
static int NumeroVeinsIntercanviMaquina(int [,] sequencia_en_curs){ 
 
int [] numpecesmaq=NumPecesMaq(sequencia_en_curs); 
int pecesintercanviables=0; 
for (int j=0;j<maquinesEnParalel[0];j++) 
pecesintercanviables=pecesintercanviables+2*(numpecesmaq[j])*(maquinesEnPa
ralel[0]-1); 
 
 
return pecesintercanviables; 
} 
 
static int Maxima_folgança(int[] retardpeces) 
{ 
int i = 0; 
int min = Int32.MaxValue; 
int peça = -1; 
for (i = 0; i < numPeces; i++) 
{ 
if (retardpeces[i] < min) 
{ 
min = retardpeces[i]; 
peça = i; 
} 
} 
return peça; 
} 
 
2.3.18. Subprograma IntercanviMaxFolgança 
 
static void IntercanviMaxFolgança(int[,] sequencia_en_curs, int x, bool a) 
{ 
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int[] retardpeces = RetardPeces(sequencia_en_curs); //Aquesta funció 
retorna un vector amb els temps de finalització de les peces 
 
if (!a) 
{ 
Random rnd = new Random(); 
x = rnd.Next(0, Numero_veins(sequencia_en_curs, 3));  // 
IntercanviMaxFolgança -> k=1 
} 
 
//Busquem la peça que acaba amb més folgança 
int maxfolgança = Maxima_folgança(retardpeces); //volem que retorni la 
peça amb major folgança 
int min = Int32.MaxValue; 
int peçamin = 0; 
for (int i = 0; i < numPeces; i++) 
{ 
 
if (min > retardpeces[i]) 
{ 
min = retardpeces[i]; 
peçamin = i; 
} 
} 
 
//Busquem dins de seqüencia en curs, on és aquesta peça 
int j = 0; 
int k = 0; 
bool trobat; 
trobat = false; 
int maq = 0; 
int peça = 0; 
while ((!trobat) && (k < numPeces)) 
{ 
while ((!trobat) && (j < maquinesEnParalel[0])) 
{ 
if (sequencia_en_curs[j, k] == peçamin) 
{ 
trobat = true; 
maq = j; 
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peça = k; 
} 
j = j + 1; 
} 
k = k + 1; 
} 
 
 
int[] peçamaq = TransformadorFolgança(x, sequencia_en_curs, a); //Tradueix 
l'equivalent de la iteracio i a la posició z 
 
int temp = sequencia_en_curs[peçamaq[1], peçamaq[0]]; 
sequencia_en_curs[peçamaq[1], peçamaq[0]] = sequencia_en_curs[maq, peça]; 
sequencia_en_curs[maq, peça] = temp; 
} 
 
2.3.19. Subprograma IntercanviMaxRetard 
 
static void IntercanviMaxRetard(int[,] sequencia_en_curs, int x, bool a) 
{ 
//Aquesta funció retorna un vector amb els temps de finalització de les 
peces 
int[] retardPeces = RetardPeces(sequencia_en_curs); 
 
if (!a) 
{ 
Random rnd = new Random(); 
x = rnd.Next(0, Numero_veins(sequencia_en_curs, 2));  // 
IntercanviMaxRetard -> k=2 
} 
 
int i, j; 
 
//Busquem la peça que acaba amb més retard 
int peçamin, peçamax, max; 
peçamin = peçamax = max = -1; 
for (i = 0; i < numPeces; i++) 
{ 
if (max < retardPeces[i]) 
{ 
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max = retardPeces[i]; 
peçamax = i; 
} 
} 
 
//Busquem dins de seqüencia en curs, on és aquesta peça 
i = j = 0; 
int maq, peça; 
maq = peça = -1; 
bool trobat; 
trobat = false; 
 
while ((!trobat) && (j < maquinesEnParalel[0])) 
{ 
i = 0; 
while ((!trobat) && (i < numPeces)) 
{ 
if (sequencia_en_curs[j, i] == peçamax) 
{ 
trobat = true; 
maq = j; 
peça = i; 
 
} 
i = i + 1; 
} 
j = j + 1; 
} 
 
int[] pecesmaq = new int[maquinesEnParalel[0]]; 
 
int[] peçaMaqRetorn = Transformador(x, sequencia_en_curs, a); //Tradueix 
l'equivalent de la iteracio i a la posició z 
int z2 = peçaMaqRetorn[0]; 
int maq2 = peçaMaqRetorn[1]; 
 
int temp = sequencia_en_curs[maq2, z2]; 
sequencia_en_curs[maq2, z2] = sequencia_en_curs[maq, peça]; 
sequencia_en_curs[maq, peça] = temp; 
} 
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//calculo un veí a partir del número de vegades que s'ha buscat veinatge z 
(0-numpeces) 
static void IntercanviVeins(int[,] sequencia_en_curs, int x, bool a) 
{ 
int temp, maq, z; 
int[] pecesmaq = new int[maquinesEnParalel[0]]; 
 
if (!a) 
{ 
Random rnd = new Random(); 
int y = 0; 
y = Numero_veins(sequencia_en_curs, 4); 
x = rnd.Next(0, y);  // IntercanviVeins -> k=4 
} 
 
int[] peçaMaqRetorn = Transformador(x, sequencia_en_curs, a); //Tradueix 
l'equivalent de la iteracio i a la posició z 
 
z = peçaMaqRetorn[0]; 
maq = peçaMaqRetorn[1]; 
 
temp = sequencia_en_curs[maq, z + 1]; 
sequencia_en_curs[maq, z + 1] = sequencia_en_curs[maq, z]; 
sequencia_en_curs[maq, z] = temp; 
} 
 
2.3.20. Subprograma MaximProgramacioPerPeça 
/*Funció maximProgramacioPerPeça: Em retorna el temps en el que acaba la 
peça tot el procés*/ 
static int MaximProgramacioPerPeça(int[, ,] programacio, int k) 
{ 
int maximProgramacioPerPeça = Int32.MinValue; 
 
for (int i = 0; i < numEtapes; i++) 
{ 
for (int j = 0; j < numMaq; j++) 
{ 
if (maximProgramacioPerPeça < programacio[i, j, k]) 
{ 
maximProgramacioPerPeça = programacio[i, j, k]; 
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} 
} 
} 
return maximProgramacioPerPeça; 
} 
 
2.3.21. Subprograma CalcularAltresEtapes 
 
static int[, ,] CalcularAltresEtapes(int[,] sequencia_en_curs, int 
etapaactual) 
{ 
int[, ,] programacio = Programacio(sequencia_en_curs); 
 
for (int etapa = etapaactual + 1; etapa < numEtapes; etapa++) 
{ 
int[] rellotge = new int[maquinesEnParalel[etapa]]; 
int[] pecesAnteriors = new int[maquinesEnParalel[etapa]]; 
 
for (int j = 0; j < maquinesEnParalel[etapa]; j++) 
{ 
pecesAnteriors[j] = -1; 
rellotge[j] = 0; 
} 
int[,] programacioEtapaAnterior = new int[numMaq, numPeces]; 
for (int j = 0; j < numMaq; j++) 
for (int k = 0; k < numPeces; k++) 
programacioEtapaAnterior[j, k] = programacio[etapa - 1, j, k]; 
 
int[] minEtapaAnterior; 
minEtapaAnterior = minimEtapa(programacioEtapaAnterior); 
do 
{ 
// minEtapaAnterior[0] = valor minim 
// minEtapaAnterior[1] = posicio maquina minim 
// minEtapaAnterior[2] = posicio peça minim 
int posMaq = minEtapaAnterior[1]; 
int posPeça = minEtapaAnterior[2]; 
 
int posMaqAssignar = System.Array.IndexOf(rellotge, rellotge.Min());  // 
maquinaAssignar(etapa, programacio); 
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int tPrep = 0; 
if (rellotge.Min() != 0 && pecesAnteriors[posMaqAssignar] != -1) 
tPrep = tempsDePreparacio[etapa, posPeça, pecesAnteriors[posMaqAssignar] + 
1]; 
 
if (pecesAnteriors[posMaqAssignar] == -1) 
tPrep = tempsDePreparacio[etapa, posPeça, 0]; 
 
if (rellotge.Min() <= minEtapaAnterior[0]) 
{ 
programacio[etapa, posMaqAssignar, posPeça] = programacio[etapa - 1, 
posMaq, posPeça] + tempsDeProces[etapa][posPeça] + tPrep; 
} 
else 
{ 
programacio[etapa, posMaqAssignar, posPeça] = rellotge[posMaqAssignar] + 
tempsDeProces[etapa][posPeça] + tPrep; 
} 
 
rellotge[posMaqAssignar] = programacio[etapa, posMaqAssignar, posPeça]; 
pecesAnteriors[posMaqAssignar] = posPeça; 
programacioEtapaAnterior[posMaq, posPeça] = -1; 
minEtapaAnterior = minimEtapa(programacioEtapaAnterior); 
} while (minEtapaAnterior[0] < Int32.MaxValue); 
 
} 
return programacio; 
} 
 
2.3.22. Subprograma CalcularAltresEtapesBlocking 
 
static int[, ,] CalcularAltresEtapesBlocking(int[, ,] programacio, int 
etapaactual) 
{ 
//int[, ,] programacio = Programacio(sequencia_en_curs); 
 
for (int etapa = etapaactual + 1; etapa < numEtapes; etapa++) 
{ 
int[] rellotge = new int[maquinesEnParalel[etapa]]; 
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int[] pecesAnteriors = new int[maquinesEnParalel[etapa]]; 
 
for (int j = 0; j < maquinesEnParalel[etapa]; j++) 
{ 
pecesAnteriors[j] = -1; 
rellotge[j] = 0; 
} 
int[,] programacioEtapaAnterior = new int[numMaq, numPeces]; 
for (int j = 0; j < numMaq; j++) 
for (int k = 0; k < numPeces; k++) 
programacioEtapaAnterior[j, k] = programacio[etapa - 1, j, k]; 
 
//float minEtapaAnterior = minimEtapa(etapa - 1); 
 
int[] minEtapaAnterior; 
minEtapaAnterior = minimEtapa(programacioEtapaAnterior); 
do 
{ 
// minEtapaAnterior[0] = valor minim 
// minEtapaAnterior[1] = posicio maquina minim 
// minEtapaAnterior[2] = posicio peça minim 
int posMaq = minEtapaAnterior[1]; 
int posPeça = minEtapaAnterior[2]; 
 
int posMaqAssignar = System.Array.IndexOf(rellotge, rellotge.Min());  // 
maquinaAssignar(etapa, programacio); 
 
int tPrep = 0; 
if (rellotge.Min() != 0 && pecesAnteriors[posMaqAssignar] != -1) 
tPrep = tempsDePreparacio[etapa, posPeça, pecesAnteriors[posMaqAssignar] + 
1]; 
 
if (pecesAnteriors[posMaqAssignar] == -1) 
tPrep = tempsDePreparacio[etapa, posPeça, 0]; 
 
if (rellotge.Min() < minEtapaAnterior[0]) 
{ 
programacio[etapa, posMaqAssignar, posPeça] = programacio[etapa - 1, 
posMaq, posPeça] + tempsDeProces[etapa][posPeça] + tPrep; 
} 
else 
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{ 
programacio[etapa, posMaqAssignar, posPeça] = rellotge[posMaqAssignar] + 
tempsDeProces[etapa][posPeça] + tPrep; 
} 
rellotge[posMaqAssignar] = programacio[etapa, posMaqAssignar, posPeça]; 
pecesAnteriors[posMaqAssignar] = posPeça; 
programacioEtapaAnterior[posMaq, posPeça] = -1; 
minEtapaAnterior = minimEtapa(programacioEtapaAnterior); 
} while (minEtapaAnterior[0] < Int32.MaxValue); 
} 
return programacio; 
} 
 
2.3.23. Subprograma RetardPeces 
 
static int[] RetardPeces(int[,] sequencia_en_curs) 
{ 
int[] retardPeces = new int[numPeces]; 
int[, ,] programacio = CalcularAltresEtapes(sequencia_en_curs, 0); 
Blocking(programacio, numEtapes, numPeces); 
for (int i = 0; i < numPeces; i++) 
{ 
retardPeces[i] = MaximProgramacioPerPeça(programacio, i) - 
dataDeEntrega[i]; 
} 
return retardPeces; 
} 
 
2.3.24. Subprograma Retard 
/*  
Funció retard: Retorna la suma dels retards de totes les peces a partir de 
la variable programació i dataDeEntrega 
*/ 
static int Retard(int[, ,] programacio) 
{ 
int i = 0, sumRetards = 0; 
for (i = 0; i < numPeces; i++) 
{ 
int maximProgramacioPerPeça = MaximProgramacioPerPeça(programacio, i); 
if (maximProgramacioPerPeça > dataDeEntrega[i]) 
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{ 
sumRetards = maximProgramacioPerPeça - dataDeEntrega[i] + sumRetards; 
} 
} 
return sumRetards; 
} 
 
static int[] Transformador2(int i) 
{ 
int[] peçaMaq = new int[4]; 
 
int z1 = 0; 
int maq1 = 0; 
int z2 = 0; 
int maq2 = 0; 
 
peçaMaq[0] = z1; 
peçaMaq[1] = maq1; 
peçaMaq[2] = z2; 
peçaMaq[3] = maq2; 
return peçaMaq; 
} 
 
2.3.25. Subprograma TransformadorFolgança 
 
static int[] TransformadorFolgança(int i, int[,] sequencia_en_curs, bool 
a) 
{ 
int z = 0; 
int maq = 0; 
int[] pecesmaq = new int[maquinesEnParalel[0]]; 
for (maq = 0; maq < maquinesEnParalel[0]; maq++) 
{ 
while ((z<numPeces)&&(sequencia_en_curs[maq, z] != -1)) 
{ 
z = z + 1; 
} 
pecesmaq[maq] = z; 
} 
z = 0; 
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for (int p = 0; p < numPeces; p++) 
{ 
if (tempsDeProces[0][p] != 0) 
{ 
z = z + 1; 
} 
} 
int j = 0; //z és el numero de peces que participen en l'etapa 0 
maq = 0; 
int pos = 0; 
 
bool trobat = false; 
while ((j < maquinesEnParalel[0]) && (!trobat)) 
{ 
int k = 1; 
while ((!trobat) && (k < pecesmaq[j])) 
{ 
i = i--; 
if (i == 0) 
{ 
trobat = true; 
pos = k; 
maq = j; 
} 
k++; 
} 
j++; 
} 
 
int[] peçaMaq = new int[2]; 
peçaMaq[0] = pos; 
peçaMaq[1] = maq; 
return peçaMaq; 
} 
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2.3.26. Subprograma Transformador 
 
static int[] Transformador(int i, int[,] sequencia_en_curs, bool a) 
{ 
int z = 0; 
int maquina = 0; 
int[] pecesmaq = new int[maquinesEnParalel[0]]; 
for (maquina = 0; maquina < maquinesEnParalel[0]; maquina++) 
{ 
while ((z<numPeces)&&(sequencia_en_curs[maquina, z] != -1)) 
{ 
z = z + 1;                      
} 
pecesmaq[maquina] = z; 
} 
z = 0; 
for (int p = 0; p < numPeces; p++) 
{ 
if (tempsDeProces[0][p] != 0) 
{ 
z = z + 1; 
} 
} 
int maq = 0; 
int pos=0; 
int j = 0; //z és el numero de peces que participen en l'etapa 0 
bool trobat=false; 
while ((j<maquinesEnParalel[0])&&(!trobat)){ 
int k=1; 
while ((!trobat)&&(k<pecesmaq[j])){ 
i=i--; 
if (i==0){ 
trobat=true; 
pos=k; 
maq=j; 
} 
k++; 
} 
j++; 
} 
int[] peçaMaq = new int[2]; 
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peçaMaq[0] = pos; 
peçaMaq[1] = maq; 
return peçaMaq; 
} 
 
2.3.27. Subprograma Transformador3 
//transformador per maxima folgança 
static int[] Transformador3(int i, int[,] sequencia_en_curs) 
{ 
int[] pecesmaq = new int[maquinesEnParalel[0]]; 
int z = 0; 
int maq = 0; 
 
for (maq = 0; maq < maquinesEnParalel[0]; maq++) 
{ 
while ((z<numPeces)&&(sequencia_en_curs[maq, z] != -1)) 
{ 
z = z + 1; 
} 
pecesmaq[maq] = z; 
} 
z = 0; 
for (int p = 0; p < numPeces; p++) 
{ 
if (tempsDeProces[0][p] != 0) 
{ 
z = z + 1; 
} 
} 
int j = 0; //z és el numero de peces que participen en l'etapa 0 
while (z > pecesmaq[j] - 1) 
{ 
z = z - pecesmaq[j] - 1; 
j = j + 1; 
maq = j; 
} 
 
int[] peçaMaq = new int[2]; 
peçaMaq[0] = z; 
peçaMaq[1] = maq; 
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return peçaMaq; 
} 
 
2.3.28. Subprograma Programació 
// Entra seqüència i surt programacio primera etapa 
static int[, ,] Programacio(int[,] sequencia) 
{ 
int[, ,] programacio = new int[numEtapes, numMaq, numPeces]; 
 
int i; 
for (i = 0; i < numEtapes; i++) 
{ 
for (int j = 0; j < numMaq; j++) 
for (int k = 0; k < numPeces; k++) 
programacio[i, j, k] = -1; 
} 
 
// traduir etapa inicial a partir de sequencia 
 
int maq = 0; 
 
for (maq = 0; maq < maquinesEnParalel[0]; maq++) 
{ 
int tempsMaquina = 0, maqAnterior = -1; 
i = 0; 
while ((i < numPeces)&&(sequencia[maq, i] != -1))//jo crec que és sense el 
-1 
{ 
if (maqAnterior == -1) 
programacio[0, maq, sequencia[maq, i]] = tempsMaquina + 
tempsDeProces[0][sequencia[maq, i]] + tempsDePreparacio[0, sequencia[maq, 
i], 0]; 
else 
programacio[0, maq, sequencia[maq, i]] = tempsMaquina + 
tempsDeProces[0][sequencia[maq, i]] + tempsDePreparacio[0, sequencia[maq, 
i], maqAnterior + 1]; 
 
tempsMaquina = programacio[0, maq, sequencia[maq, i]]; 
maqAnterior = sequencia[maq, i]; 
i++;  //s'ha d'incrementar aqui la i? 
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} 
} 
return programacio; 
} 
 
2.3.29. Subprograma Sequencia 
// Entra programacio i surts seqüència primera etapa 
static int[,] Sequencia(int[, ,] programacio, int e) 
{ 
int peça = 0; 
int[,] sequencia = new int[maquinesEnParalel[e], numPeces]; 
 
for (int i = 0; i < maquinesEnParalel[e]; i++) 
for (int j = 0; j < numPeces; j++) 
sequencia[i, j] = -1; 
 
// les peces que no actuen en aquesta etapa es posen a la seqüencia 
int pos = 0, maq = 0, pecesColocades = 0; 
for (int j = 0; j < numPeces; j++) 
{ 
if (tempsDeProces[0][j] == 0) 
{ 
pecesColocades++; 
sequencia[(maq++) % maquinesEnParalel[e], pos] = j; 
if (maq % numMaq == 0 && maq > 0) 
pos++; 
} 
} 
for (int j = 0; j < maquinesEnParalel[e]; j++) 
{ 
int k = 0; 
int min2 = 0; 
bool seguentMaquina = false; 
 
while (k < numPeces-pecesColocades && !seguentMaquina) 
{ 
int min = Int32.MaxValue; //valor molt gran 
for (int i = 0; i < numPeces; i++) 
{ 
if ((programacio[e, j, i] < min) && (programacio[e, j, i] > min2)) 
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{ 
min = programacio[e, j, i]; 
peça = i; 
} 
} 
if (min2 == min || min == Int32.MaxValue) 
{ 
seguentMaquina = true; 
} 
else 
{ 
min2 = min; 
int posPeçaLliure = 0; 
for (int i = 0; i < numPeces; i++) { 
if (sequencia[j, i] == -1) 
{ 
    posPeçaLliure = i; 
    break; 
} 
} 
 
sequencia[j, posPeçaLliure] = peça; 
k = k + 1; 
} 
} 
} 
return sequencia; 
} 
 
2.3.30. Subprograma Swap 
 
static void Swap(int[,] sequencia_en_curs, int x) 
{ 
int [] pecesmaq= NumPecesMaq(sequencia_en_curs); 
int [] pecesacanviar=Transformador4(x, sequencia_en_curs); 
int temp = 0; 
 
temp = sequencia_en_curs[pecesacanviar[0], pecesacanviar[1]]; 
sequencia_en_curs[pecesacanviar[0], pecesacanviar[1]] = 
sequencia_en_curs[pecesacanviar[2], pecesacanviar[3]]; 
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sequencia_en_curs[pecesacanviar[2], pecesacanviar[3]] = temp; 
} 
 
2.3.31. Subprograma Transformador4 
 
static int[] Transformador4(int x, int [,] sequencia_en_curs) 
{ 
int[] numPecesMaq = NumPecesMaq(sequencia_en_curs); 
int[] Pecescanvi= new int [4]; 
int maxim=0; 
for (int l=0; l<maquinesEnParalel[0];l++){ 
if (numPecesMaq[l]>maxim) 
maxim=numPecesMaq[l]; 
} 
 
bool trobat=false; 
int maq1 = 0; 
int peça = 0; 
int k = 0; 
while ((!trobat)&&(maq1+1<maquinesEnParalel[0])){ 
 
   
 
peça=0; 
while ((!trobat)&&(peça<=maxim)) 
{ 
int maq2 = maq1 + 1; 
while ((!trobat) && (maq2< maquinesEnParalel[0])) 
{ 
int pos=-2; 
while ((!trobat) && (pos < 3)) 
{ 
    if (k == x) 
    { 
        trobat = true; 
        int peçpos=0; 
        if (peça + pos >= 0) 
            peçpos = peça + pos; 
        else if (peça + pos < 0) 
            peçpos = peça; 
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        if (((sequencia_en_curs[maq2, peçpos] != -
1))&&(sequencia_en_curs[maq1,peça]!=-1)) 
        { 
            Pecescanvi[0] = maq1; 
            Pecescanvi[1] = peça; 
            Pecescanvi[2] = maq2; 
            Pecescanvi[3] = peçpos; 
            int q = 0; 
            q = q + 1; 
                                                    
        } 
        else if (!(((sequencia_en_curs[maq2, peçpos] != -1)) && 
(sequencia_en_curs[maq1, peça] != -1))) 
        { 
            Pecescanvi[0] = maq1; 
            Pecescanvi[1] = peça; 
            Pecescanvi[2] = maq1; 
            Pecescanvi[3] = peça; 
 
        } 
    } 
    k = k + 1; 
pos = pos + 1; 
} 
maq2 = maq2 + 1; 
} 
peça =peça+1; 
} 
maq1=maq1+1; 
} 
 
return Pecescanvi; 
} 
 
2.3.32. Subprograma IntercanviMaquines 
 
//Aquesta funció és un veinatge on s'intercanvia totes les peces per la 
posició equivalent en temps en altres màquines  
static void IntercanviMaquines(int[,] sequencia_en_curs, int x) 
{ 
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int maq1=-1; 
int maq2=-1; 
int pos1=-1; 
int pos2=-1; 
int[] pecesmaq=new int [maquinesEnParalel[0]]; 
int[,] sequencia_en_curs2 = new int[sequencia_en_curs.GetLength(0), 
sequencia_en_curs.GetLength(1)]; 
 
pecesmaq=NumPecesMaq(sequencia_en_curs); 
int retard_millor_sequencia=0; 
int temp=0; 
for (int i = 0; i < 5; i++) 
{ 
Random rnd = new Random(); 
//int b = NumeroVeinsIntercanviMaquina(sequencia_en_curs); 
maq1 = rnd.Next(0, maquinesEnParalel[0]);  // IntercanviMaquines -> k=6 
Random rnd2 = new Random(); 
pos1 = rnd2.Next(0, pecesmaq[maq1]); 
retard_millor_sequencia=Int32.MaxValue;; 
int Retardseqcurs; 
for (int j=0; j<5; j++){ 
Random rnd3 = new Random(); 
maq2 = rnd3.Next(0, maquinesEnParalel[0]-1); 
if (maq2 == maq1) 
maq2 = maquinesEnParalel[0]-1; 
Random rnd4 = new Random(); 
pos2 = rnd4.Next(0, pecesmaq[maq2]); 
Array.Copy(sequencia_en_curs, sequencia_en_curs2, 
sequencia_en_curs.GetLength(0) * sequencia_en_curs.GetLength(1)); 
temp= sequencia_en_curs2[maq1,pos1]; 
sequencia_en_curs2[maq1,pos1]=sequencia_en_curs[maq2,pos2]; 
sequencia_en_curs2[maq2,pos2]=temp; 
Retardseqcurs=Retard(ProgramacioAmbBlocking(sequencia_en_curs)); 
if  (Retardseqcurs< retard_millor_sequencia) 
{ 
retard_millor_sequencia=Retardseqcurs; 
Array.Copy(sequencia_en_curs2, sequencia_en_curs, 
sequencia_en_curs.GetLength(0) * sequencia_en_curs.GetLength(1)); 
} 
} 
} 
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} 
 
2.3.33. Subprograma NumPecesMaq 
 
 
static int[] NumPecesMaq(int[,] sequencia_en_curs) 
{ 
int[] numPecesMaq = new int[maquinesEnParalel[0]]; 
 
for (int i = 0; i < maquinesEnParalel[0]; i++) 
{ 
int j = 0; 
while ((j<numPeces)&&(sequencia_en_curs[i, j] != -1)) 
{ 
numPecesMaq[i] = (j+1); 
j++; 
} 
} 
 
return numPecesMaq; 
} 
 
 
static void IntercanviVeinsRetard(int[,] sequencia_en_curs, int x, bool a) 
{ 
//Aquesta funció retorna un vector amb els temps de finalització de les 
peces 
int[] retardPeces = RetardPeces(sequencia_en_curs); 
int peçamax = -1; 
int numveins = Numero_veins(sequencia_en_curs, 5); 
 
if (!a) 
{ 
Random rnd = new Random(); 
x = rnd.Next(0, numveins);  // IntercanviVeinsRetard -> k=5 
} 
 
int pecesVistes = 0; 
for (int j = 0; j < maquinesEnParalel[0]; j++) 
{ 
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for (int i = 1; i < numPeces; i++) 
{ 
if (sequencia_en_curs[j, i] == peçamax) 
{ 
break; // canvi de màquina (sequencia_en_curs és -1) 
} 
 
if (retardPeces[sequencia_en_curs[j, i]] > 0) 
{ 
pecesVistes++; 
} 
if (x == pecesVistes) 
{ 
int temp = sequencia_en_curs[j, i]; 
sequencia_en_curs[j, i] = sequencia_en_curs[j, i - 1]; 
sequencia_en_curs[j, i - 1] = temp; 
} 
} 
} 
 
2.3.34. Subprograma VariableNeighborhoodSearch0 
 
 
 
static int[,] VariableNeighborhoodSearch0(int[,] programacio_etapa0, int 
k1, int k2, bool A1, bool A2) 
{ //programacio_etapa0 està amb sequencia 
 
//Declarar i inicialitzar variables 
int[,] millor_sequencia = new int[maquinesEnParalel[0], numPeces]; 
int[,] sequencia_en_curs = new int[maquinesEnParalel[0], numPeces]; 
int z = 0; 
 
IgualarMatrius2D(millor_sequencia, programacio_etapa0); //s*=S0 
IgualarMatrius2D(sequencia_en_curs, programacio_etapa0); //s'=S0 
 
while ((z<100)&&(Retard(ProgramacioAmbBlocking(sequencia_en_curs)) < 
Retard(ProgramacioAmbBlocking(millor_sequencia)))){ 
GenerarVei(sequencia_en_curs, k1, A1); //Genera un veí de s' (del veinatge 
k1) (si A1=true-->millor veí) 
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z=z+1; 
} 
return millor_sequencia; 
} 
 
2.3.35. Subprograma VariableNeighborhoodSearch1 
 
 
static int[,] VariableNeighborhoodSearch1(int[,] programacio_etapa0, int 
k1, int k2, bool A1, bool A2) 
{ //programacio_etapa0 està amb sequencia 
 
//Declarar i inicialitzar variables 
int[,] millor_sequencia = new int[maquinesEnParalel[0], numPeces]; 
int[,] sequencia_en_curs = new int[maquinesEnParalel[0], numPeces]; 
int z = 0; 
 
IgualarMatrius2D(millor_sequencia, programacio_etapa0); //s*=S0 
IgualarMatrius2D(sequencia_en_curs, programacio_etapa0); //s'=S0 
 
GenerarVei(sequencia_en_curs, k1, A1); //Genera un veí de s' (del veinatge 
k1) (si A1=true-->millor veí) 
while (z < 2) 
{ 
if (Retard(ProgramacioAmbBlocking(sequencia_en_curs)) < 
Retard(ProgramacioAmbBlocking(millor_sequencia))) 
{ 
IgualarMatrius2D(millor_sequencia, sequencia_en_curs); //s*=S' 
z = 0; 
} 
else 
{ 
IgualarMatrius2D(sequencia_en_curs, millor_sequencia); //s'=S* 
z = z + 1; 
while (z < 2) 
{ 
GenerarVei(sequencia_en_curs, k2, A2); //Genera un veí de s' (del veinatge 
k2) 
if (Retard(ProgramacioAmbBlocking(sequencia_en_curs)) < 
Retard(ProgramacioAmbBlocking(millor_sequencia))) 
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{ 
IgualarMatrius2D(millor_sequencia, sequencia_en_curs); //s*=S' 
z = 0; 
} 
else 
{ 
IgualarMatrius2D(sequencia_en_curs, millor_sequencia); //s'=S* 
z = z + 1; 
} 
} 
} 
} 
return millor_sequencia; 
} 
 
2.3.36. Subprograma VariableNeighborhoodSearch2 
 
static int[,] VariableNeighborhoodSearch2(int[,] sequencia_etapa0, int k1, 
int k2, bool A1, bool A2) 
{ 
//Declarar i inicialitzar variables 
int[,] millor_sequencia = new int[maquinesEnParalel[0], numPeces]; 
int[,] sequencia_en_curs = new int[maquinesEnParalel[0], numPeces]; 
/*int k = 0; 
int [,] programacio_etapa0 = new int[maquinesEnParalel[0], numPeces]; 
for (int i = 0; i < maquinesEnParalel[0]; i++) 
for (int j = 0; j < numPeces; j++) 
programacio_etapa0[i, j] = programacio[0, i, j];*/ 
 
IgualarMatrius2D(millor_sequencia, sequencia_etapa0); //s*=S0 
IgualarMatrius2D(sequencia_en_curs, sequencia_etapa0); //s'=S0 
int p = 0; 
int q = 0; 
 
int rbest = Retard(ProgramacioAmbBlocking(millor_sequencia)); 
 
int ract; 
int k = k1; 
A1=false; 
A2=false; 
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while ((p<numPeces)&&(q<2)){ 
//(ract = Retard(ProgramacioAmbBlocking(sequencia_en_curs))) < rbest) 
GenerarVei(sequencia_en_curs, k, A1); //Genera un veí de s' (del veinatge 
k1) 
if ((ract = Retard(ProgramacioAmbBlocking(sequencia_en_curs))) < rbest){ 
IgualarMatrius2D(millor_sequencia, sequencia_en_curs); //s*=S' 
p = 0; 
q = 0; 
rbest = ract; 
if (k==k1) 
k=k2; 
if (k==k2) 
k=k1; 
} 
else if (!((ract = Retard(ProgramacioAmbBlocking(sequencia_en_curs)) )< 
rbest)) 
{ 
p = p + 1; 
 
if (p == 100){ 
q = q + 1; 
IgualarMatrius2D(sequencia_en_curs,millor_sequencia); 
if (k==k1) 
k=k2; 
if (k==k2) 
k=k1; 
p = 0; 
} 
}            
} 
return millor_sequencia; 
} 
 
2.3.37. Subprograma VariableNeighborhoodSearch4 
 
static int[,] VariableNeighborhoodSearch4(int[,] sequencia_etapa0, int k1, 
int k2, bool A1, bool A2) 
{ 
//Declarar i inicialitzar variables 
int[,] millor_sequencia = new int[maquinesEnParalel[0], numPeces]; 
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int[,] sequencia_en_curs = new int[maquinesEnParalel[0], numPeces]; 
 
IgualarMatrius2D(millor_sequencia, sequencia_etapa0); //s*=S0 
IgualarMatrius2D(sequencia_en_curs, sequencia_etapa0); //s'=S0 
 
int rbest=Retard(ProgramacioAmbBlocking(millor_sequencia)); 
GenerarVei(sequencia_en_curs, k1, A1); //Genera un veí de s' (del veinatge 
k1) 
int ract; 
 
while ((ract=Retard(ProgramacioAmbBlocking(sequencia_en_curs)))< rbest) 
{ 
IgualarMatrius2D(millor_sequencia, sequencia_en_curs); //s*=S' 
GenerarVei(sequencia_en_curs, k1, A1); //Genera un veí de s' (del veinatge 
k1) 
rbest=ract; 
} 
 
IgualarMatrius2D(sequencia_en_curs, millor_sequencia); //s'=S* 
int r1, r2; 
r2 = Retard(ProgramacioAmbBlocking(millor_sequencia)); 
GenerarVei(sequencia_en_curs, k2, A2); //Genera un veí de s' (del veinatge 
k2) 
 
/*int iteracions = 0; //si no poso iteracions tarda mooooolt, moooolt molt 
int totalIteracions = 100; */ 
 
DateTime absoluteStartTime = DateTime.Now; 
 
while ((r1 = Retard(ProgramacioAmbBlocking(sequencia_en_curs))) < r2) 
{ 
IgualarMatrius2D(millor_sequencia, sequencia_en_curs); //s*=S' 
GenerarVei(sequencia_en_curs, k2, A2); //Genera un veí de s' (del  
r2=r1; 
} 
 
return millor_sequencia; 
} 
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2.3.38. Subprograma VariableNeighborhoodSearch3 
 
static int[,] VariableNeighborhoodSearch3(int[,] sequencia_etapa0, int k1, 
int k2, bool A1, bool A2, int m) 
{ 
 
//Declarar i inicialitzar variables 
int[,] millor_sequencia = new int[maquinesEnParalel[0], numPeces]; 
int[,] sequencia_en_curs = new int[maquinesEnParalel[0], numPeces]; 
int[,] sequencia_temporal = new int[maquinesEnParalel[0], numPeces]; 
int beta = 0; 
 
IgualarMatrius2D(millor_sequencia, sequencia_etapa0); //s*=S0 
IgualarMatrius2D(sequencia_en_curs, sequencia_etapa0); //s'=S0 
IgualarMatrius2D(sequencia_temporal, sequencia_etapa0); //s'=S0 
 
int B = 10; 
int D = 2; 
int delta = 0; 
 
float k = 1.1f; 
switch (m) 
{ 
case 0: 
k = 1.35f; 
break; 
} 
 
while (delta < D) //D és el número de vegades que recorrem el bucle gran 
de VNS3 
{ 
while (beta < B) 
{ 
GenerarVei(sequencia_temporal, k1, A1); //Genera un veí de s' (del 
veinatge k1) 
IgualarMatrius2D(sequencia_en_curs, sequencia_temporal); //S'=temp 
 
if (Retard(ProgramacioAmbBlocking(sequencia_en_curs)) < 
Retard(ProgramacioAmbBlocking(millor_sequencia))) 
{ 
IgualarMatrius2D(millor_sequencia, sequencia_en_curs); //s*=S' 
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//IgualarMatrius2D(sequencia_temporal, sequencia_en_curs); //temp=S' 
beta = 0; 
delta = 0; 
} 
else 
{ 
if ((Math.Abs(Retard(ProgramacioAmbBlocking(sequencia_en_curs))) - 
Retard(ProgramacioAmbBlocking(millor_sequencia))) > (k * 
Retard(ProgramacioAmbBlocking(millor_sequencia)))) 
{ 
//IgualarMatrius2D(sequencia_temporal, sequencia_en_curs); //temp=S' 
break; 
} 
else 
{ 
IgualarMatrius2D(sequencia_temporal, sequencia_en_curs); //temp=S' 
beta += 1; 
}                         
} 
} 
 
IgualarMatrius2D(sequencia_temporal, millor_sequencia); //temp=S' 
//GenerarVei(sequencia_en_curs, k2, A2); //Genera un veí de s' (del 
veinatge k2) 
bool millora=true; 
while (millora) 
{ 
 
GenerarVei(sequencia_temporal, k2, A2); //Genera un veí de s' (del 
veinatge k2) A2=Milor/no millor 
//IgualarMatrius2D(sequencia_en_curs, sequencia_temporal); //S'=temp 
 
if (Retard(ProgramacioAmbBlocking(sequencia_en_curs)) < 
Retard(ProgramacioAmbBlocking(millor_sequencia))){ 
IgualarMatrius2D(millor_sequencia, sequencia_en_curs); //s*=S' 
delta = 0; 
} 
else if (!(Retard(ProgramacioAmbBlocking(sequencia_en_curs)) < 
Retard(ProgramacioAmbBlocking(millor_sequencia)))) 
{ 
millora=false; 
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} 
} 
delta += 1; 
} 
return millor_sequencia; 
}
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3. Annex 3: Codi del programa pare 
En aquest últim annex es mostra el codi del programa que s’ha utilitzat per executar tots els 
exemplars. aquest algorisme només té un programa principal.  
3.1. Programa principal 
static void Main(string[] args) { 
      if (args.Length == 0) 
      { 
      Console.WriteLine("Us:"); 
Console.WriteLine("ExecutarFlowshop.exe 
fitxer_llistat_exercicis.txt"); 
      return; 
      } 
String executable_flowshop = null; 
String fitxer_resultats = null; 
String fitxer_exemple; 
int comptador = 0; 
bool aturarPerError = false; 
StreamReader file = new StreamReader(args[0]); 
while ((fitxer_exemple = file.ReadLine()) != null) 
       { 
       if (aturarPerError) 
       break; 
       if (executable_flowshop == null) 
       executable_flowshop = fitxer_exemple; 
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       else if (fitxer_resultats == null) 
       { 
       fitxer_resultats = fitxer_exemple; 
       if (File.Exists(fitxer_resultats)) 
       { 
       Console.WriteLine("ATENCIO: Fitxer de resultats ja existeix: 
{0}", fitxer_resultats); //Missatge que alerta en cas de que 
el fitxer resultats ja estigui escrit 
                    } 
             } 
             else 
             { 
             comptador++; 
             ProcessStartInfo startInfo = new ProcessStartInfo(); 
                    startInfo.CreateNoWindow = true; 
                    startInfo.UseShellExecute = false; 
                    startInfo.FileName = executable_flowshop; 
 startInfo.Arguments = "\"" + fitxer_exemple + "\""   
            + " " + "\"" + fitxer_resultats + 
"\""; 
                    try 
                    { 
using (Process exeProcess = Process.Start(startInfo)) 
                    { 
Console.WriteLine("Processant {0}: {1}",              
    comptador, fitxer_exemple); 
                            exeProcess.WaitForExit(); 
                            if (exeProcess.ExitCode != 0) 
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                            { 
Console.WriteLine("Aturat per error (exit 
code: {0})", exeProcess.ExitCode); 
aturarPerError = true; 
                            } 
                        } 
                    } 
                    catch 
                    { 
Console.WriteLine("Aturat per error (try-catch)"); 
                        aturarPerError = true; 
                    } 
                } 
            } 
 
            file.Close(); 
 
            Console.WriteLine("Fi executa"); 
            Console.ReadLine(); 
        } 
 
 
