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Software-Engineering In der Praxis 
Voraussetzungen für Fortschritte 
Von Jochen Ludewig 
Nach einer Klärung der 
Begriffe wird diskutiert, 
wieweit wir heute die 
verschiedenen Tätigkeiten 
im Software-Engineering 
beherrschen. Die neuen 
Paradigmen (objektorien-
tierte und logische Pro-
grammierung) werden 
bewertet. Der Beitrag 
schließt mit einigen The-
sen zu den Voraussetzun-
gen weiterer Verbesserun-
gen. 
El'en Ihough NO ,eelm%gieal break· 
,"rough promises {O gille Ihe sort 01 magi-
cal reSlilts will! which we are so familiar 
in Ihe hardware orea. Ihere is bot" an ab-
undance 01 good »,ork going on naIV, and 
,he promise 0/ steady , if unspeclacular 
progress. 
F. P. BROOKS (1 987) 
Prof. Dr. JOCItEN llmEwlG. lostltut fii T Informatik 
der Universi tät SlUUg3rt, Azcnbcrgslraßc 12, 
D-7000 Scuttgart 1. 
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Das Bild zeigt die Dynamik der von rationa-
len Funktionen in C erzeugten interaktiven 
Prozesse. (Foto: Or. Paolo Venzi, Bellin-
zonale Art-Matrix, P. O. Box 880, Ithaca, 
NY 14851). 
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Solange im Software-Engineering die 
babylonische Sprach verwirrung anhäll, 
muß jede Ausführung mi t einer Be-
griffsklärung beginnen. 
Worum geht es? 
Soflware umfaßt nach I EEE-Slandard 
729-1983 Programme. Abläufe, Regeln 
lind alle =ugehörige Dokumematio.llt die · 
mit (Jem Betrieb eines Rechnersystems zu 
tu" hat, also beispielswei se Planun'gsun-
terlagen, Testdaten, Quelleode, Review-
Verfahren und Benutzungsanleitungen. 
Softwa re-Engineeri ng ist ein Kunstwort , 
das 1968 in die Diskussion über die 
Software-Crisis geworfen wurde; es be-
zeichnet das systematische Vorgehen bei 
der Emwicklung, Anwendung. Wartung 
lI11d Außerbetriebnahme von Software. 
Methoden, S prachen (Notationen) und 
Werkzeuge sind die Komponenten der 
Systeme, mi t deren Hilfe die Entwickler 
ihre Aufgaben zu fassen und zu lösen 
suchen . 
Der Software-Life-Cycle ist die übliche 
Gliederung und Diffe renzierung der 
Tätigkeiten im Software-Engineering. 
Bild 1 zeigt ihn in der Form des Kosten-
modells. also des strengen Phasen plans 
(FRÜHAUF et al., 1991). 
Diese Gliederung hat sich entgegen ei-
niger Kritik sehr gut bewährt; viele Ein-
wände werden hinf:illig, wenn man 
beachtet, daß der Software-life-Cycle 
nicht ein bestimmtes Vorgehen impli-
ziert, sondern zunächst nur die (stets 
notwendige) logische Sequenz der 
Überlegungen anzeigt. Es ist Sache des 
speziellen Prozeßmodells, ob und wie-
weit diese Schritte sequentiell, parallel 
oder verschränkt stattfinden. 
Schließlich ist restzustellen, welche 
Ziele wir mit dem Software-Engineering 
verfolgen. Es geht um folgende Kenn-
größen (mit teilweise gleitenden Über-
gängen): 
Produktivität 
Qualität mit den Aspekten 
Gebrauchsqualität (Qualität aus der 
Sicht derer, die mil der Software 
arbeiten) 
Wartungsqualität (Quali tät aus der 
Sicht derer, die an der Software 
arbeiten) 
- Prozeßqualität (Qua lität des Projekts, 
zum Beispiel Einhaltung der Termin-
und Kostenvorgaben, Transparenz) 
InvestirionsschulZ (Weiter- und Wieder-
verwendbarkeit, damit auch Kompati-
bilität und Standard isierung) 
Firmellkultur und Att raktivität der Ar-
beitsplätze 
Titelbeitrag 
Alle Verbesserungen im Sinne dieser 
Ziele werden nachrolgend als Fort-
schritte bezeichnet. 
Was bewirkt 
die Leistungssteigerung 
der Hardware? 
Zu Beginn der fünfziger Jahre war die 
Elektronik der neuen Computer das ei-
gentliche Wunder - und das ei nzige 
Problem ; die Idee, komplexe Aurgaben 
mit diesen Maschinen zu lösen, war 
noch kaum gedacht. Doch mit dem Es-
sen kam der Appetit, und die Grenzen 
der Hardware wichen zurück, so daß 
die Schwierigkeiten, Software zu kon-
struieren, unvermeidlich in den Vorder-
grund rückten. Bild 2 zeigt, wie sich die 
sehr unterschiedlichen Entwicklungsge-
sChwind igkeiten auf das Kosten verhält-
nis von Hard- und Software ausgewirkt 
haben. 
Bi ld 3 macht deutlich, welche Aspekte 
der Informatik in welchem Maße durch 
den techn ischen Fortschritt der Hard-
ware beeinnußt werden. Wie man sieht, 
ist die Wirku ng um so schwacher, je ge-
wichtiger unsere menschliche Rolle ist. 
Darum kann die Methodik als das Sor-
genkind des Software-Engineering ei n-
gestuft werden, während die großnächi-
gen Bildschirme mit vielfarbigen Fen-
stern und Menüs aller Art uns atem-
beraubende, vor wen igen Jahren noch 
u nvorstell ba re Sch n i ttstellenqua I ität 
bieten. 
Offenbar hätte auch ein stärkerer Fort-
schrittsballon aur die Methodik kaum 
Wirkung. Um sie zu verbessern, muß 
sich die Intelligenz aus eigener Kraft 
aur ein höheres Niveau (vielleicht das 
Plateau rechts in Bild 3) begeben. 
Was können wir heute 
und was nicht? 
Welche der anfallenden Aufgaben kön-
nen wir sehr gut, leidlich gut, eher 
schlecht oder gar nicht lösen? Die Ab-
grenzung ist unvermeidlich unsicher 
und subjektiv; sie hilft uns aber zu 
erkennen, in welche Richtung sich das 
Software-Engineering entwickeln kann. 
Was wir sehr gut können 
Von allen Softwarearbeiten kön nen wir 
zweifellos am besten codieren - Grund 
genug für viele, Codieren mit Soft-
wareentwicklung zu verwechseln. 
Was wir - vielleicht - hinbekommen 
Wartung (Debugging, ModifikaliOlI, 
Porlienmg) 
In der Praxis gelingt es un s in aller Re-
gel, einen reproduzierbar auftretenden 
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Fehler zu en ttarnen und zu beheben: 
ebenso scharren Wif die A npassung der 
a llen Progr:lmm e an neue Aufgaben 
oder ihre Übertragung auf andere Rech-
ner. 
Wir si nd dabei nicht so emzien t. wie 
wir wü nschen. da s heißt , unser Auf-
wa nd erscheint un s als unangemessen 
hoch. Außerdem hinterlassen unsere 
Änderungen Spuren in der Software, 
die wie fonschreitende Korrosion lan g-
sa m zu r Zerstö rung führen: Daten- und 
Ablaufstrukturen werden korrumpi ert . 
weitere Fehle r in das Programm getra-
gen, die Konsistenz der Dokumente 
geht verloren. Die Effektivitiit ist also 
vordergründig. 
Anforderllllgsdefillilion /ll/d Emwllr! 
FUf d iese Tätigkeiten sind in den ver-
gangenen 15 Jahren zahlreiche Metho-
den, Notationen und Werkzeuge ent -
stand en, zum Beispiel Di agramme zur 
Darstellung der Datennüsse, En tity-Re-
lationship-Darstellungen und Data Dic-
tionari es zu r Beschreibung der Daten-
strukturen, endliche Automaten und 
Petri-Netze zur Klärung zei tl icher Ab-
hängigkeiten, das Entwurfsverfahren 
von J .... CKSON und die Kriterien von 
YOUROON und CONST .... NTtNE zu r Festle-
gung geeigneter Struktu ren. 
Aber kei nes der Verfahren erlaubt eine 
schem atische Anwen dung. Lehrbü cher 
machen oft Vorschläge, die nie auspro-
biert wurden, und Werkzeuge sin d oft 
von überraschend niedriger Qualität. 
Wir beherrschen diese Tätigkeiten a lso 
nicht , aber wir kommen durch. und wir 
wissen vor a llem eine Menge darüber, 
was falsch ist. 
res/lind In/egrOlion 
Hai man sich die Hoffnung, mit dem 
Test die Korrektheit beweisen zu kön-
nen , einmal aus dem Kopf geschl agen, 
so findet man eine Reihe praktikabler 
Verfahren , die ein systematisches Vor-
gehen erlauben. Das g leiche gilt für die 
Integration, vor allem wenn man in 
Hochsprachen codiert, die (durch ihre 
Übersetzer und Binder) viele trivia le 
Fehler an den Schnittstellen ausschlie-
ßen. 
Für beides, Test und Integration, gibt es 
einfache Werkzeuge, die die admini stra-
tiven Arbeiten übernehmen ; der intel-
lektuelle Teil. zu m Beispiel di e Auswahl 
der Testdaten , bleibt natürlich Sache 
der Entwickler. 
Softl t'orema/lagemenl 
lind KosrenschälzlIIIg 
Auch über die Durchführung der Pro-
jekte hat sich im Laufe der letzten 20 
Jahre ei niges an Wissen angesammelt, 
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Auf".btn,,,llun,, 
Spezifikation der Anforderun"en 
Sv"'ementwurf und Modullpezil,kl'ion 
ModulIntwurf 
Codierung und Modul'"' 
Integrarion und SVStemle$t 
Betrieb mit . Wanun • 
Bild 1. Das Life-Cycle- Modell. 
dessen Beachtung zwar den Erfolg nicht 
garan tiert, aber doch wesen tlich wahr-
scheinlicher macht (FR ÜH .... UF et al., 
1991): frei lich ist dies teil weise das alte 
Know-how des Projektmanagements, 
das einfach für di e Software e rst ent-
deckt werden mußte. 
Mit Verfahren wie COCOMO (BoEHM. 
1981) sind wi r heute auch in der Lage, 
die Kosten eines Projekts befriedigend 
genau abzuschätzen, sowei t wir uns mit 
dem Projekt nicht in Neu land begeben . 
Was wir nicht können 
Qualiiä tspla IIIlIIg 
Eine Festlegung der angestrebten Quali-
täten und eine konsequente Realisie-
rung dieser Anforderungen sind heute 
kaum möglich. Wir haben dazu weder 
die Kri terien und Notationen (Metri-
ken) noch die Verfahren, die eine be-
stimmte Qualität herbeiführen. 
Sys/ema/ische S oftwa reelltwicklllng 
Alle in der heutigen Lite ratur propa-
gierten Verfahren haben Patchwork-
Charakter. Sie tragen die Erkenntnisse 
vieler Leute zusammen wie einen dik-
ken Band von Reiseberichten , aber das 
ergibt noch keine Landkarte. Ei ne vom 
Start bis zum Ziel systematische - und 
das heißt vor a llem auch sicher plan-
bare - Entwick lung liegt außer halb un-
serer Fähigkeiten. 
Conjigllration Mallagemelll 
Die Verwaltung umfangreicher Soft-
wa resysteme aus vielen Komponenten, 
die jeweils noch in verschi edenen Ver-
sionen und Varian ten vorli egen , gelingt 
uns heute höchstens ansatzweise. Werk-
zeuge sind nützlich , weisen aber erhebli-
che Schwächen in der einen oder ande-
ren Ri chtung auf (zum Beispiel Versio_ 
nenmanagement). Damit ist die Rekon_ 
struktion einer bestimmten alten Konfi_ 
guration ebenso schwierig wie die Un-
tersuchung. mit welchen vorhandenen 
Komponenten ei n neuer Baustein ver-
tdigli ch ist. 
lViederl'erll'endbare Software 
Es steht außer Frage. daß Wiederver_ 
wendun g (TR .... SZ, 1988) die Goldader 
des Software-Engineering ist. Bis heute 
gelingt uns das Schürfen nicht reCht, 
weil wir aus den verschiedensten Grün-
den nicht imstande sind, Komponenten 
zu entwickeln , deren Wiederverwen-
dung !ltlraktiv und rentabel ist. Im gü n-
st igsten Falle werden vorhandene Mo-
dule a ls Steinbrüche fü r Neuentwick-
lungen verwendet. 
Mit der objektorientierten Programmie-
rung wird die Hoffnung verbunden, 
wiederverwendbare Bausteine zu erhal-
ten. 
Was wir J!:ar nicht können 
Exak/e I/lul al/schauliche Dejillilioll 
der Semalllik und PragmOlik 
Bi s heute haben wi r nur bei sehr klei-
nen, den «M ickey-Mouse- Beispielen)) 
die Möglichk eit, die Semantik ei ner 
Programmkomponente exakt und an-
schaulich zu definieren. Die exakten 
Verfahren, zum Beispiel die a lgebrai-
sche Spezifikation, sind schwer ver-
ständli ch, di e anschaulichen (zum Bei-
spi el verschiedene grafische Formen) 
sind ni cht exakt. Di eses aus der Sicht 
der Praxis I'öllig ungelöste Problem trägt 
wesentlich zur Schwierigkeit bei, mit 
der Wi ederverwendung voranzukom-
men. 
Z IH'erlässige Warlllng veme/Zler 
Dokumente 
Ist die Wartung einer einzelnen Kom-
ponente schon ei ne anspruchsvolle Auf-
gabe, so ist die Wartung vemelzler Do-
kumente heute ganz offensichtlich in 
der Praxis nicht zu schaffen. Hier liegt 
letztlich de r Grund, daß a lte Software 
identi sch ist mit altem Code: Alle ande-
ren Dokumente sind im Laufe der Zeit 
unvermeidlich obsolet geworden. 
AUlOmal;sche Beurteilung der Qualität 
Der Traum von der automatischen Qua-
litätsbeurteilung, der in den späten sieb-
ziger Jahren zu wilden Phantasien ge-
führt hat (HAl.STEAD, 1977), ist bis heute 
nicht wah r geworden. Wir sind gerade 
eben in der Lage, einfachste Metriken, 
vor a llem die Zeilenzahl und den Auf-
wand, sauber zu erfassen (GR .... DY. C .... s· 
WELL, 1987). Mehr ist auch nicht in 
Sicht. 
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Die Suche nach dem Optimum 
Immer wieder muß im Software-Engi-
neering daran erinnert werden. daß es -
abgesehen von ethischen Fragen. die hier 
aber kein Gegengewicht darstellen -
letztlich um ein KOSlenminimum gehl. 
Darum is t in jedem Falle zu prüfen, wo 
dieses liegt: wo man zuviel oder zuwenig 
Aufwand treibt, wird das Optimum ver-
fehlt. 
Wo wir aber von unseren Gefüh len. unse-
ren emotionalen Bedürfnissen ges teuert 
werden, optimieren Wir anders: Wif ma-
chen bevorzugt das, was wir gut können 
und was uns daher auch Spaß macht; was 
wir nicht können, meiden wir. 
Einem ra liona! ausgerichteten Software-
Engineering stellen sich d aher vor allem 
zwei Aufgaben: 
- Es ist festzustellen, wo die Optima lie-
gen und welcher Aufwand in welcher 
Richtung zu ändern ist. 
- Die erforderlichen Tätigkeiten müssen 
gelehrt und geübt werden, d a mit sie 
nicht mehr abschrecken. Durch posi-
tive Anreize muß ihre Anraktivität spe-
ziell erhöht werden. denn daß ein Kon-
zept lec1l/1isch sinnvoll ist, bewegt er-
fahrungsgemäß n ur sehr wenige Men-
schen dazu. sich auch daran zu ha lten. 
Softwarekosten sind überwiegend War-
lungskOSlen. Innerhalb der EntwiCklung 
(also ohne Wartung) ist der Kos tenanteil 
des Tests und der Integration meist offen-
sichtlich zu hoch. Darum kann mun 
schon nach der Klärung des Ist-Zustands 
oben feststellen. daß sich eine Erhöhung 
der Anstrengungen \'or allem in den frii-
hell Phasen direkt lohnt. Wer also seine 
Mitarbeiter systematisch schull und mM;-
vier!. so daß sie die modernen Methoden 
und Programmiersprachen anwenden 
können und auch anwenden. und ihnen 
moderne Werkzeuge zur Verfügung Stellt, 
d ie d iese Verhal tenSänderung unterstüt-
zen. der bewegt sich mit großer Wahr-
scheinlichkeit auf das Optimum zu. Das 
gleiche gilt für Anstrengungen in Rich-
tung Modellicmng. Planung und Qua/i-
lälssicherung. Wer dagegen großen Auf-
wand treibt, um bessere Editoren und 
schnellere Compiler zu entwickeln, d er 
ist längst am Optimum vorbei. 
Zu einer diffe renzierteren Bewertung ein-
zelner Ansätze sind aber Daten notwen-
dig. Daten, die uns heute kaum zur Ver-
fügung slehen. Das Thema der MClrikcn 
erweist sich damit als Angelpunkt des 
Software· Engineering. Solide Zahlen, 
nach einheitlichen Regeln erhoben und 
über längere Zei t gesammelt, werden uns 
in die Lage versetzen, Methoden, Spra-
chen und Werkzeuge rational zu verglei-
chen. 
Bild 2. Entwicklung in der Hard· und der Software. 
Leistung (log. ) 
Hardware 
Software 
Zeit 
1960 1970 1980 1990 
Software-Crisis 
Hardw are-Epoche Software-Epoche 
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Titelbeitrag 
Reengilleer ing mit erheblichem 
A 1II0ma t isierung.fgmd 
Die T rü mmerwüsten alter Sortware 
schreien eigentl ich nach Werkzeugen, 
d ie die Restaurati on und die Ersetzung 
unterstützen. Bislang ist aber wenig 
Kon kretes verfügbar, so daß di e «En t-
sorgung)) (LUDEWtG. 1990) nach wie vor 
überwiegend in Handarbeit geleistet 
werden mu ß. 
Zusammenfassung 
der Bestandsaufnahme 
Wir haben in den vier Kategorien «(be-
herrSCht» , «möglich)), «nicht zu schaf-
fem) und «heute ganz unmögli ch»)) eine 
Reihe von Tätigkeiten oder Tätigkei ts-
gruppen eingeordnet. Dabei überdecken 
die später genannten offensichtlich 
mehrere der früher genannten. 
Wir komm en also mit den Einzelaspek· 
ten leidlich gut zu recht, am all erbesten 
natürlich mit der Codierung. Wir schaf-
fen es aber bislang nicht, den gesamten 
Prozeß, von der Konzeption bis zur 
Wartung, als \'ernetzten Vorgang, der 
sich in vemeWen Dokumenten spi egelt, 
in den Griff zu bekommen. 
Die Bedeutung der neuen 
Paradigmen: obJektorlenllerte 
und logische Programmierung 
Zwei neue Ansätze zur Konzeption und 
Darstellung vo n Programmen konkur-
rieren seit Beginn der achtziger Jahre 
mit der trad itionell en imperatil1en Pro-
grammierung: die objekloriem ierle und 
die logische Programmierun g, zunächst 
repräsent iert durch die Sprachen Small-
talk-80 und PROLOG. 
Objektorientierte Programmierung 
Die objektorientierte Programmierung 
(PETERSON, 1987; WEGNER, 1987) wurde 
zwar konzeptionell scho n vor langer 
Zeit vorbereitet (1 967 .mit StMULA , 1972 
durch PARNAS mit dem Begriff des «in-
formati on hiding))), erreichte größere 
Popularität aber erst mi t der Program-
miersprache Smalltafk-80. 
Sie hatte ihre ersten praktischen Aus-
wirkungen an der Benutzerschnittstelle, 
und wer a n eine objektorientierte Be-
dienobern äche gewöhnt ist, empfi ndet 
alles andere als veralte!. Durch die Hy-
perlexl-Sysleme wi rd daraus eine umfas-
sende Benutzungs- und Navigationsphi-
losophie. Aber die objektorientierte Be-
trachtu·ngsweise geht weit darüber hi n-
aus, sie schafft durch die Verlagerung 
der Prozeduren in di e Daten oder Da-
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tentypen. im Jargon: der Methoden in 
die Objekte oder Klassen, einen neuen 
Progra mm ierstil , der sowohl für ei ne 
evolutionärc En twicklung a ls auch für 
die Wiederverwendung ausgezeichnete 
Voraussetzungen schafft: 
- Jedes Objekt. also in traditioneller 
Terminologie jedes DalUm, ist - vor 
a llem durch seinen Typ, die Klasse -
mit einem « Bewußtsein)) ausgestattet, 
dank dessen es selbst «weiß». welcher 
Art es ist und wie es auf Botschaften 
anderer Objekte reagieren sollte. 
Klassen, die Typen der Objekte, si nd 
durch die «Vererbung» hi erarchisch 
verbunden, so daß eine Klasse in an-
gepaßter Form wiederverwendet wer-
den kann , ohne selbst verä ndert zu 
werden. Die Anpassung kann dabei 
sowohl addit iv als auch reduzierend 
oder modifizierend wirken. 
Praktisch kann diese Frucht bis heute 
aber nur von den Spezialis ten geerntet 
werden, denn die Klassenhierarchie 
erzeugt in der Software ei ne Struktur, 
die durch die Relationen «U nterklasse 
voo» und «Schi ckt Botschaft am) ge-
prägt ist. Diese Struktur ist - besonders 
bei Meh rfachvererbung offenbar 
schwerer zu überblicken als die tradi ti o-
nelle mit den Relationen «Tei l vom) 
und (HUft aur». Darum ist es bis heute 
nicht gelungen, wiederverwendbare 
Ei nhei ten zu schaffen , die leicht inte-
grierba r und nützlich, trotzdem aber un -
abhängig und klar abgegrenzt sind von 
ihren Anwendungen. 
Logische Programmierung 
Ein anderes neues tt Paradigma » ist die 
logische Programmierung, die vor a llem 
durch PROLOG Verbreitung rand. Die lo-
gische Programmierung schafft der In-
fo rmatik neue Möglichkeilen. indem sie 
Wissen nichtnumerischer Art, zu m Bei-
spiel über bestimmte logische Verknüp-
fungen, han dhabbar macht und so 
beispi elsweise den Aufbau sogenannter 
Expertensysfeme gestattet. Di e Unter-
scheidung zwischen Fakten. Regeln und 
Inferenzmechanismus erlaubt den Auf-
bau von WissensbaselI, in denen Kennt-
nisse gesammelt und nutzbar gemacht 
werden können. 
Eins81zgebiele der objeklorienlierlen 
und der logischen Programm ierung 
Seiden Ansä tzen gemeinsam ist das 
Merkmal, daß sie bisher vorwiegend 
dort eingesetzt wurden, wo die Vorteile 
ofrensichtlich und die Nachtei le (hin-
sichtlich Effizienz und Qualität) tole-
rierbar sind. In Zukunft ist zu erwarten, 
daß di e objektorientierte Programmie-
rung, die gegenüber der imperativen 
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Fünf Jahre 
ABB-Informatikschule 
Die AßB-Informatikschule ist fünf Jahre 
alt. Am 1. Oktober 1985. mit dem Stellen-
antritt ihres damaligen und heutigen l ei-
ters. nahm das Projekt einer SBC· lnfor-
matikschule konkrete Gestalt an. Ein 
Team \'on BOC·Fachleuten hatte bis da-
hin in dreivierteljähriger Projektarbeit 
das Konzept der Schule ausgearbeitet. 
Sozusagen als rnichtenhert lag es auf 
dem Pu lt des fri schgebackenen Schullei-
ters. verbunden mit der Aunage. noch im 
gleichen Jahr die ersten Kurse durchzu-
führen. 
Am 2. Dezember war es dann soweit. Mit 
neun Teil nehmern wurde der erste. 20tä-
gige Kurs .. Systematisches Programmie-
ren I .. gestartet. Schon kurze Zeit später 
öffnete sich die Schule auch rür Mitarbei-
ter externer Firmen. Heute kommen 50 % 
unserer Kursteilnehmer von Firmen, die 
nicht zur ABO-G ruppe gehören. 
Seit der Gründung wurden ru nd 20000 
Teilnehmertage erteilt. 40 Personen, dar-
unter zwei Damen, besuchten den Lehr-
gang "Sofware Engineer AOB» und er-
hielten das begehne Zertifikat. Die 
5. Auflage dieses erfolgreichen Pro-
gramms mit 14 Teilnehmern wurde vor 
ein paar Wochen gestartet. 
Die Schule ist in den fünr Jahren seit der 
Gründung ihrer ursprünglichen Zielset-
zung. eine fachlich und didaktisch an-
spruchsvolle Ausbildung für professio-
nelle Softwareentwickler anzubieten, treu 
geblieben. Es ist auch heute noch unser 
primäres Anliegen. Fachleuten in Indu-
stri e und Wirtschaft . die hauptberuflich 
in Softwareprojekten tätig sind. das fur 
ihre Arbeit benötigte Wissen und die er-
forderlichen Fähigkeiten zu vermiueln. 
Die Hilfsmittel und die Werkzeuge, wel-
eine echte Erweiterung, keine Alterna-
tive darstell t, diese langsam verdrängt. 
Die logische Programmierung wird da-
gegen neue Gebiete erschließen, die mit 
konventionellen Mitteln kaum in Pro-
gramme zu fasse n waren. 
Was Ist zu tun? 
Voraussetzungen 
für Fortschritte 
Die Zunahme von Sch lag- und Reiz-
wörtern erleichtert den Praktikern die 
Arbeit nicht, im Gegenteil. Die um 
Fortschritte bemuhten Praktiker sind 
vor allem verwirrt, und den Anbietern 
von Case-Tools (CHIKOFSKY. 1988) bläst 
che die Schule heute einsetzt, haben sich 
jedoch gewandelt. Mit einem Dutzend 
PC/ XTs haUen wir vor fünf Jahren den 
Unterricht im Fach "Systematisches Pro-
grammieren .. begonnen. was damals in 
jeder Beziehung ttstate of the arln war. 
Heute stehen unseren Kursteilnehmern 
über 30 PS/2, die in einem Tokenring-
LAN untereinander und mit dem ABB· 
Großcomputer. einer IBM 3090 40J. ver-
bunden sind. eine Mikro-VAX mit 16 Ar· 
beitsplätzen, drei DEC-Workstations und 
seit kurzem ein IBM-R ISC-System 6000 
mit acht Arbeitsplätzen zur Verfügung. 
Auch die Sortwareprodukte für den Uno 
terricht haben sich dem Fortschritt der 
Technik angcpaßt. Besaßen die Studenten 
1985 mit Turbo Pascal rur die damalige 
Zeit schon eine hochmoderne Program-
mierumgebung. 50 stehen ihnen heute mit 
Sybase, dem technologisch fü hrenden 
Datenbanksystem. mit teamwork. dem 
erfogrcichstcn CASE- Produkt au f dem 
Markt. und mit Glockenspiel C+ +. als 
objektorientiener Programmiersprache. 
die modernsten Werkzeuge zur Verfü· 
gung. 
Anläßlich des Kolloquiums zum fiinljäh-
dgen Bestehen der ABB- Informatik· 
schute sprachen Prof. Dr. J. Ludwig von 
der Universität Stungart zum Thema 
uSoftware-Engineering in der Praxis der 
neunziger Jahren (siehe vorliegenden Bei-
trag), Dr. M. Gli nz von der ASS-Infor· 
matikschule über ttObjektorientierte Spe. 
zifikation),. Prof. Dr. D. Tsichritzis von 
der Universität Genf über "Object-Ori-
ented Software Developmentn und Prof 
Dr. C. A. Zehnder von der ETH Ziirich 
über "Informationssysteme und ihr Ein· 
satz in den neunziger Jahrenn. 
der Wind, den sie mit ihrer Werbung 
entfacht haben, ins Gesicht. Ganz ähn-
lich geht es den Herolden der Künstli-
chen Intelligenz. 
Man kann also sagen,' daß die neuen 
Waschmaschinen bei ~eilem nicht so 
weiß waschen, wie behauptet wurde. 
Aber ein anderes Problem wiegt noch 
schwerer: Dort, wo sie geliefen wurden, 
fehlen in der Regel Wasser- und Strom-
anschluß, soll sagen : Weder die a lten 
noch die neuen Ansätze können wirk-
sam werden , wo das Unternehmen nicht 
aurnahmebereil ist. Denn ebensowenig 
wie man ei n Entwicklungsland aur den 
Stand Miueleuropas bringen kann, in-
dem man einige Bucher und Opera-
tionssäle liefert, läßt sich ein akzepta-
bler Stand des Software-Engineering 
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durch singuläre Maßnahmen oder den 
Einkauf von Werkzeugen erreichen: 
vielmehr ist eine höhere Softwarekullur 
notwendig (LUDE\V1G. 1987). 
Jede Firma, jede Behörde, die FOrl-
schritte im Software-Engineering errei-
chen will, muß zunächst ihre eigene Si-
tuation verstehen und formulieren, 
kurz: zu modellieren (LUDEWIG, 1989). 
Darum ist die Aufstellung von Dalen-
modellen (zur Beschreibung der Infor-
mation, mit der konkret gearbeitet wird) 
und Prozeßmodellen (zur Beschreibung 
der Abläufe bei dieser Arbeit, vgl. 
AGRESTI, 1986; THAYER, 1988) eine Vor-
bedingung aller anderen Maßnahmen. 
Aus den Modell en folgt dann, welche 
Schritte erforderlich sind. 
Es haI keinen Sinn. sich einen selme/len 
Wagen zu kaufen. wenn man nicht weiß, 
wohin man wil/. 
Bei allen Veränderungen muß erkenn-
bar sein, ob der angestrebte Errolg tat-
sächlich erzielt wurde. Dazu n;lüssen 
Maßstäbe und Kriterien deliniert sein, 
kurz: Metriken (CONTE, DUNSMORE. 
SHEN, 1986). Bis heute werden Metriken 
vielfach als bürokratische Beckmesserei 
mißverstanden. Dabei gehl es um nichts 
anderes als eine rationale Basis der Er-
rolgskontrolle. Wer dahinter Haarspal-
terei vermutet, sei aur die ganz und gar 
praxisbezogenen Hinweise von BOEHM 
(1987) verwiesen. 
Wer deli schnellsten Weg bestimmen wil/, 
muß eine Uhr besitzen. 
Das genaue Gegenteil einer Wunder-
warfe sind Normen (VOGES, 1987): Nie-
mand erwartet von ihnen sensationelle 
Fortschritte, aber ohne sie ist kein En-
gineering vorstellbar. Normen sind ein 
sehr zuverlässiges Anzeichen für die 
Konsolidierung einer technischen Diszi-
plin. 
Wer nicht ganz allein auf den Straßen 
ist, sollte sich mit den andern über 
Rechts- oder Linksverkehr lind andere 
wichtige Fragen geeinigt haben. 
Erste Voraussetzung für planmäßige 
Veränderungen jeder Art ist eine zweck-
mäßige Organisation mit klaren Kom -
petenzen, in der auch das Qualitäts-
wesen seinen angemessenen Platz hat 
(FRÜHAUF et al., 1991). 
Um mit mehreren Personen ein Fallr-
Bild 3. Was kann der technische Fortschritt bewegen? 
Hardware 
Oberfläche 
SW-Werkz. 
Ubersetzer 
Sprachen 
Methodik 
menschliche Intelligenz 
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zeug. ZIllI1 Beispiel ein Schiff zu steuern, 
muß die Rollel/l'efteilullg geklärt seil/. 
Wenn man daran denkt, daß im poli-
tischen Bereich ((K u]IUP) gleichbedeu-
tend ist mit ((Schul weseß). so rolgt di-
rekt, daß die Schulung das wesentliche 
Mittel darslellt, um aur diesem Wege 
voranzukommen. 
Wie uns die Flllggesellschafrell demon-
strieren, ist der wichtigste Beitrag zur 
Verkehrssicherheit eine solide A lisbildung 
und fortgesetztes Training. !L1l@ 
Ute .... tur 
Agre~ti W. W.: New marEydigrn~ for Software Del'c!· 
opment. IEE E Tutorial. Order No. FJ707. 1986. 
Boehm B. W. : Software Engineering Eoonomies, 
Prenlice Hall , Englcwood Cliffs, N. J., 1981. 
Boehrn ß. W.: Industrial software metries wp 10 
lisl. IEEE Software, 84-85, September 1987. 
ßrooks F. P., jr. : No sih'er bullel - essence and ae_ 
cidenls of software engineering. IEEE COM PU· 
TER 20, 4, 10-19, 1987. 
Chikofsty E. J.: Computer-Aided Software Engi· 
neering (CASE), I EEE Computer SOelety, Order 
No. FXI917, 1988. 
Conte S. D., Dunsmore H. E., Shen V. Y.: Software 
Engineering Metries und Models. The ßenja· 
min/ Curnrnings Publishing Cornpany. Menlo 
Park. CA. 1986. 
Frühauf K., Ludewig J. , Sandmayr H.: Software· 
Projektmanagement und -Qualitfi tssiehcrung. 
Tcubner. Stullgart. und "df, Zürich. 2. Aunage. 
1991. 
Grady R. 8. , CaSll'ell D. L. : Software Metries: Est-
ablishing a ccmpanywide program. Prentiee 
Hall, Englewood Cliffs, N. J., 1987. 
Halstead M. H.: Elemems of Software Scienee, EI-
se\"ier. New York, 1977. 
IEEE: Standard glossary of software engineering 
terminolog)" IEEE Std. 729-1983, 1983. 
Ludewig J.: Software und Qualitätssieherung - Ver· 
such einer Annäherung. tn: Tomica K. (Hrsg): 
Software·Qualiatiitssicherung 1987. Schv'eil. Ar· 
bcitsgem. rur QualitälSsicherung, Bern, pp. 7-25, 
1987, 
Ludewig J.: Modelle der Sortwareentwicklung -
Abbilder oder Vorbilder'! GI Software·Technik· 
Trends 
Ludewig J.: Softwareentsorgung (Sitzung auf der 
GI.Jahrestagung 1990, mit Beiträgen von 
R. Thurner, H. Miinzenberger, W. Kalmbaeh. 
U. M. Osann, U. Kleinau. J. Willcms). In : Reuter 
(Hrsg.), GI 20.Jahrcstagung Band I, Springer, 
Berlin usw., pp. 192-232, 1990. 
Peterson G. E.: Object Oriented Computing, IEEE· 
TUlorial. New York, 1987. 
Tha)'er R. H. : Software enginuring projeel mana-
gement, IEEE Tutorial, Order No. 751. 1988. 
Traez W.: Software Reuse - Emerging Technology, 
IEEE Tutorial, Order No. FJ846, 1988. 
Voges U.: Normungsaktivitliten auf dem Gebiet des 
Software· Enginuring. A utomatisierungstcchn. 
Rundschau 29, 4, 183-187, 1987. 
Wegner P.: Dimensions of object-based language 
design. OOPSLA 'S1 Proceedings, afcet, Paris. 
168-1 82,1987. 
Quelle: Referat, gehalten anHißlieh des Kollo-
quiums der ABß tnforrnatikschule «Informatik-
PUllis in den neunziger Jahren». 
31 
