This paper presents some key extensions to a representation for electromechanical components that is sufficiently detailed enough to provide for the automated construction of new design configurations. The extensions, shown here, build upon a representation that is both formal and implemented, and can handle the interactions between components even if such interactions represent only partial configurations. The results of these new additions elucidate the power and flexibility of this functional representation for electromechanical components. The method can be used as an interactive tool to allow an engineering designer to explore new design concepts or can be combined with additional software tools to achieve a computational design synthesis approach to topological design problems. The inclusion of function sharing, component layout, and qualitative dynamics achieve a closer approach to how the human mind represents components.
INTRODUCTION
The computer has been an invaluable tool in understanding the dynamic behavior of electrical and mechanical systems. Through simulation environments like MATLAB [1] and SPICE [2] , engineers can quickly determine how well their systems will behave according to design. However, such tools simply perform analysis and do not contribute to an engineer's actual design process. In order for the computer to truly aid a designer during the design process, the computer must be aware of the functionality of components as opposed to simply analyzing their resulting behaviors. The challenge is in developing computational representations that capture more than the dynamic behavior of a component or a system of components. These dynamic models, while easily computable are very different form how human designers represent components (Figure 1 ). At one end of the spectrum, the human designer represents a component by its purpose. However, while purpose is easy to grasp and communicate among people it is not a natural representation for computers. At the opposite end, the dynamics of a system can be described independently of purpose and is easily computable. Somewhere between these points lies function and behavior. Attempts to define these characteristics often fall somewhere between purpose and dynamics. 1 The overwhelming progress in the computational modeling of a component's form by computational geometry has been a promising and motivating factor in the modeling of a component's function. Systematic approaches to representing function [3-6] and even purpose (as described in Franke [7] as a teleological description) have been intensely pursued in the past ten years or so. Even recently, research initiatives at NIST [8] have sought a formal and systematic database of components and their functions. Especially within the context of this conference, we find countless reports of new methods for the representation of both component functions and their forms. While the approaches to modeling function vary, the benefits are clear. A formal method for capturing functionality will facilitate design problem solving, improve the communication and training of design activities, and provide a method for recording functionality for future use.
Working Memory:
Case Inferred Facts user Perhaps the difficulty in modeling function, as opposed to form and dynamics, is its intrinsic qualitative and inexpressible nature. Our inability to describe the functionality of components to one another complicates our attempts to create and verify both complete and effective models. One approach to validate the effectiveness of formal representations of function is to present such models as the design vocabulary to an automated design system. Computational approaches to design synthesis have proven to be powerful tools of automating both the more mundane (DEC R1/XCON system McDermott [9, 10] ) and overly complex (Timberwolf [11] ) tasks of the design process. Such tools alleviate the designer from tedious design duties and reduce design cycle times. As can be seen in the flowcharts of Figure 2 , the representation of knowledge is both the basis and the limiting factor to what an automated design method can create. Search processes, optimization methods, and expert systems are bound by their respective representations and are incapable of finding solutions outside of their prescribed domains. Therefore, for an automated process to create new electromechanical solutions, it must be programmed with a representation of function as rich and flexible as our understanding of functionality. In this work, several key innovations have been added to the functional representation of the A-Design methodology [12] to more thoroughly capture the individual component functions and the functions achieved by a set of components. First, we have integrated robotic coordinate transformations [13] to model the change in position accomplished by mechanical components. Second, the individual components are represented as effecting eight energy domains (three translational domains [x, y, z], three rotational domains, electrical energy, and hydraulic energy) as opposed to simply functioning within a single domain. Through advancing this representation, we hope to move from dynamic models towards purpose in Figure 1 . This pursuit will improve the computer's ability to solve electromechanical design problems, and get closer to a formal representation of function that can be used by both computer and human. In the next sections, the prior representation that was developed as a part of A-Design is presented in Section 2, and the new advances incorporating coordinate transformations and qualitative relationships are discussed in Section 3.
REPRESENTATION FUNDAMENTALS
The existing A-Design representation developed on a notion that a component can be viewed as a black-box or a control volume with inputs and outputs that feed into other boxes. In this methodology, the black-box is referred to as an embodiment or EB for short, and the input and outputs to the boxes are referred to as functional parameters, or FPs. Here, we are consciously making the distinction between embodiments and components since embodiments include functions that can be generalized to a class of components. For example, a spring embodiment embodies the characteristics of all springs but does not have values for specific dimensions or parameters.
The EB and FP computational structures developed here are an extension to those developed by Welch and Dixon [14] which also set out to explore configuration design problems. Furthermore, these innovations are the result of combining the research endeavors of Ulrich [15, 16] with Pahl and Beitz [17] . The work of Ulrich was first to realize the design potential of bond graphs, while Pahl and Beitz established a formalism of unique qualitative characteristics to define various facets of engineering design.
In the larger context of representing and synthesizing electromechanical function, a small number of projects have sought to both establish a generic scheme for electromechanical design and remove limitations on design topologies. The diversity of such methods is usually due to their approach to synthesizing topologies such as case-based reasoning [18] , constraint programming [19] , and qualitative symbolic algebra [20] , or geometric algebras [21] . The most historically significant of these include several approaches applying expert system formulations to specific design problems. For example, the paper roller system established by Mittal et al. [22] .
In the A-Design method [23] described here, no preconceived form for the design configuration is specified. Instead, designs are constructed from scratch building only upon what the user specifies as the desired inputs and outputs for the design problem. As embodiments (EBs) are added to a configuration more functional parameters are created to represent all points of connectivity. This application of building larger designs from a simple "seed" is similar to approaches in the functional grammar literature. Function grammars are an emerging concept in design synthesis [24] [25] [26] . These techniques create a formal language for generating and updating designs. Through the development of production rules, complex designs can be constructed from a simple initial specification, or seed. The artifacts of function grammars are often graphs (nodes and arcs) and rules formulated to add, remove, or modify elements of a graph. In the A-Design representation, a function grammar formalism is combined with the representation of Welch and Dixon to handle a wide variety of configurations.
The basis for this representation finds the components acting as transformations to the properties that exist at the functional parameters. Table 1 shows that the contents of the FP structure can have both numeric and symbolic values. The most crucial slots in this structure are the through and across variables; these slots provide a general description of the state variables at a given point in a design. Through variables include concepts like force, torque, current, and flow rate and derive their name by affecting a system's dynamics as passing through elements in the system. This is opposed to across variables such as velocity, voltage, and pressure where elements behave according to the difference of a variable's value across an element. Often, through and across variables also have a physical meaning when integrated or differentiated with respect to time. For example, velocity is integrated to find displacement, and differentiated to find acceleration. Since these variables have physical meaning in many domains (i.e. electrical, mechanical, or hydraulic), they are a useful classification for modeling in both familiar and unfamiliar applications. In this manner, the dynamics of energy flow can be represented across disparate domains as is similarly done in bond graphs. The bond graph research was conceived by Paynter [27] as a method of modeling various domains by a fundamental language of dynamic operators. While bond graphs originated as an analysis method, various other projects [28, 29] have since realized the potential of the bond graph formalism as a foundation for design synthesis.
The values for through and across slots can be either quantitative or qualitative in nature as is indicated in Table 1 .
While numerical values for all state variables would be desired for every point in the system, one cannot determine these without having a completed configuration. In completing a configuration, a component's function depends on its context among other components. For example, a steel shaft can either be used as a structural support (part of an umbrella) or as a power transmission device (part of a gear train). As an artifact is being designed, the qualitative values capture what is known and unknown in the partial construction steps that lead to the complete design. Depending on the interaction between components, the representation can determine if the state variables (velocity, current, etc) will diverge or converge. The representation then classifies a variable as bound to note that the true numerical value will eventually converge to a single point while unbound variables describe a numerical value that diverges. For example, once a bearing is attached to the steel shaft, the representation recognizes that the shaft can spin unbounded about its axis, thus making it better suited for power transmission as opposed to structural support.
In addition, these qualitative tags can describe a variety of standard dynamic responses. For example, a step function for velocity can be represented by setting the across variable to bound and the displacement and acceleration to unbound as seen in Figure 3 . The displacement is an unbound ramp function and the acceleration is an unbound impulse function. The details of how the through and across variables are managed within the FPs is shown in detail in Campbell, et al. [30] . match an existing FP for it to be added to a configuration. Figure 4a shows that a shaft and a gear have six FP's that represent possible connections to future EBs and one hidden FP at the interface between the shaft and gear. For an embodiment in the library of Figure 4b to be connected to the configuration, it must meet certain criteria. A rack EB meets this criteria; its inclusion in the configuration generates an additional FP to represent new points for future connections (Figure 4c ). Table 2 presents the details of the EB structure. Within each EB there is a list of the pertinent parameters for describing the components that instantiate an EB, constraints that detail what FPs a port can connect to, and a description of the EB's function. In the next section we will be looking closer at how the EB's functions are stored and how qualitative information is passed through the EBs to describe the behavior at each FP.
NEW ADDITIONS

Coordinate Transformations
As previously stated, each embodiment is modeled as a black-box with any number of ports. Designs have been constructed as merely a graph of embodiments and function parameters with no information about their positions in space. As shown in Table 1 , the function parameter includes a slot for position, while the embodiment structure in Table 2 does not. We envisioned that the embodiments' positions would be determined by the positions of their ports, or where the adjacent function parameters are located. Therefore, within the EB structure, transformations are stored in the PositionChange slot to relate each port's position to the positions of other ports on the embodiment. Similar to coordinate transformations in robotics [13, 31] , a 4x4 transformation matrix between each pair of ports reflects the relative change in position between the two local coordinate frames of the ports.
Currently, the coordinate transformations are purely orthogonal. However, the operations are structured to operate on variables that have yet to be instantiated with actual values, thus the positions of an FP can be a function of the data 
EB -Embodiment:
Name
To distinguish one embodiment from another, each embodiment is given a unique name.
Data
The physical properties of the component like dimensions, material properties, etc.
Behavioral Equations
These include relationships between the through and across variables.
Position-Change discussed in the next section. Operators discussed in the next section.
Constraints for each port:
The intricate qualities of function parameters are as follows.
• Domain Primary domain that the component functions in (translation, rotation, electrical, hydraulic
• Interface
The port of an EB must be compatible with that of the FP
• Direction
The direction of flow of energy.
• Class variables of several embodiments. One of the challenges in developing the Position-Change matrices for each component was in establishing a standard so that EBs could be connected in a variety of configurations and still operate correctly. It was decided that x-direction would always represent the direction of flow of energy; be it translational, rotational, electrical, or hydraulic.
Following the robotic coordinate transformations the Position-Change matrices of the EB are pre-multiplied by the absolute position matrix of an FP to find the absolute position of the next FP. The coordinate transformation matrix consists of three column vectors indicating the local coordinate frame of reference and a fourth column indicating the displacement along the three coordinate axes. For example, the PositionChange matrix for shaft of length a (Figure 5a ) from port-0 to port-1 would be simply a translation along the x-axis. Since a shaft primarily serves as a medium for conveying rotational energy along its axis, the x-axis indicates the direction of rotation. As a further example, consider the meshing of two gears, which rotate in the opposite sense, as shown in Figure  5 . Gear-2 is flipped with respect to gear-1 when port-2 of gear-1 meshes with port-4 of gear-2 though both are represented by the same embodiment. In this manner, the xaxis at the hub of gear-2 is properly displaced from the hub of gear-1 to, and flipped over to show that the rotation is now in the opposite direction.
Operators
The second new innovation involves the formulation of operators within the EB structure. As shown in Table 2 , operators are a part of the embodiment. They supply a qualitative sense of different functions by transforming the through and across variables from one port to another on an embodiment. Some of the function parameters in a system have more defined values than others. For example, one key constant connection point in every design is where components interface with the ground. For the purpose of this representation, ground FP's play an important role in constraining or binding the through and across variables (making unbound variables become bound). All values for the across variables including when the across variable is integrated or differentiated with respect to time are zero at ground. For example, ground connections represent points of no movement hence displacements, velocities, and accelerations are zero at ground (for translational and rotational systems), as well as pressures and voltages (for hydraulic and electrical systems). Using ground as a baseline, functions at FPs are constructed up from ground to achieve states to meet the desired inputs and outputs of the design problem. Table 3 shows the distinctions that can be made with the operators. In this table, we present the through and across variables in various domains and the typical embodiments that result from the following operators.
Integrator (i):
The through variable is a function of the across variable integrated with respect to time. For example, in the case of a spring, a force applied to the spring is obtained by multiplying the spring stiffness by the displacement of one port with respect to the other port, which is essentially the integration of velocity.
Differentiator (d):
The through variable is based on the differentiation of the across variable. For example, in a capacitor, the current is determined by the derivative of the difference in voltage between the two ports.
Dissipater (r):
The embodiment in this case dissipates energy as we move from one port to another. Here, the through variable is based directly on the difference of the across variable at each port. For example, a resistor dissipates electrical energy in the form of heat when current is passed through it.
Transformer (t):
When there is a change in domain from one port to another or a change in magnitude within the same domain, then the operator is said to be a transformer. For example, consider gear-1 in Figure 5a . Tracing the flow of energy from port-0 to port-1, we observe a change in domain from rotation about x direction (rotational-x) to translation in x direction (translational-x).
Coupler (c):
The through and across variables remain the same as we move from one port to another. For example, wires and shafts are analogous in that the through and across variables at one port (current and voltage for wire, or torque and speed for shafts) are identical to that of the other port.
Decoupler
The final type of operator is the decoupler. While this function is not shown in Table 4 , it simply represents that two ports are independent of each other for a specified domain. This means that changes in the through and across variables in one domain do not affect the magnitude of the variables of the other ports. Consider the bearing shown in Figure 6 . Port-0 represents the inner race while port-1 denotes the outer race.
In many domains, the bearing is simply a coupler. For example, Port-0 is related to port-1 as a coupler in the translational x, y and z domains since the relative position of the inner and outer race does not change. However, the shaft connected to the inner race can rotate freely regardless of what rotations the outer race is subject to -most likely the outer race is grounded and is prevented from moving at all. Therefore, the two ports are said to be decoupled in the rotational-x domain (assuming frictional losses to be negligible). The relative displacement of the inner race with respect to the outer race would go to infinity with time, like the ramp function shown in Figure 3 .
The power of the decoupler distinction is that components can be represented by every domain possible: translational, rotation, electrical and hydraulic even if an embodiment does not function in that domain. The lack of functionality is noted by this decoupler quality. It is interesting to note that the bearing's function happens to be a direct result of this decoupling, whereas in most cases the decoupler operator is used to show an embodiment's lack of functionality. For example, within the large list of operators for a motor, there is the distinction that it functions as a hydraulic decoupler; hydraulic pressure at an electrical lead on the motor has no effect on hydraulic energy at the shaft of the motor 2 . It is even possible for there to be more than one operator per domain for ports on an EB. For example, an inductor coil is modeled as a two port device. We can accurately model interaction between the ports as both an electrical integrator and dissipater since an inductor coil has both inductance and some resistance. Furthermore, the generality of specifying these operators also allows the representation to perceive 'function sharing'. For example, while the shaft in Figure 5a is an ideal rotational coupler for the (rotational-x domain), it can also be represented as a translational coupler in the x direction, thus allowing it to be used as a structural support or a power transmission device.
EXPERIMENTS
Several test cases were constructed to validate the new additions to the implemented representation. These tests were run in LISP independent of the larger A-Design system. In the first two experiments presented below, we examine the effectiveness of the coordinate transformations presented in section 3.1 and in the latter two experiments, we test the expanded operator model derived in section 3.2. 
Test case I:
Consider a solid shaft in 3D space with orientation as shown in Figure 7a . The shaft acts as a coupler to transmit rotational power in the x-direction. Let the coordinates at port-0 of the shaft be (1, 2, 3). As clearly indicated in the figure, the only difference in the local coordinate frames at the two ports is a translation in the x-direction. If we proceed from port-0 to port-1 along the length, we can obtain the coordinates at port-1 by multiplying the Position-Change matrix of the shaft by the coordinates at port-0. The output screen from the lisp code is shown in Figure 7b with the coordinate matrix at port-1 circled.
Test case II:
Once the test case for the shaft was successfully performed, we decided to challenge the system's ability to find the proper coordinates transformations by testing a much more complicated assembly comprised of different components (Figure 8a ). The test case involved two gears, two shafts, two pulleys and a belt. Bearings and other fixtures are not shown as the objective was simply to demonstrate coordinate transformations. Both pulleys are assumed to be of the same diameter since the transformations are strictly orthogonal at present. The design was started by prescribing the FP at one end of the shaft as point (0, 0, 0). As shown in the figure, the direction of power output at pulley-6 is opposite to that at the input shaft since they rotate in the opposite direction. The coordinates at the center of pulley-6 match with those predicted. Note that the dimensions of the EB's in between the input and the output (Figure 8b ) are included symbolically in the equations for the coordinate matrices. These matrices grow more complicated as the design gets larger.
Test case III:
Here, we perform a simple test to illustrate the operator aspect of the embodiment model. In Figure 9 , a simple configuration is created by connecting a shock absorber to ground. This device is primarily used to produce a damped and compressible action in the translational-x domain. As a result, the shock absorber has integrator and dissipater operators in the translational-x domain. In the remaining translational and rotational domains, the shock absorber is viewed as rigid (a coupler) and therefore has identical motions at both ends of the port. In the electrical and hydraulic domain, the ports are completely decoupled. Despite the fact that the shock absorber's function might result from a hydraulic fluid, the ports of the device do not interact in these domains.
In the screen shot in Figure 9b , a list of variables is highlighted for the across slot on the FP representing the free end of the shock absorber. This list of eight elements represents the across variables in each of eight possible domains: translational-x, translational-y, translational-z, rotational-x, rotational-y, rotational-z, electrical, and hydraulic. Because of the grounding at one end of the shock absorber, most across variables are still zero at the free endfor example a lack of movement in the y direction. Also, because the shock absorber is a decoupler of hydraulic and electrical energies, the current state at the free end is unknown in these domains, hence the "nil" value in the last two slots. The first slot, however, shows "nil bound bound" which means that in the translational-x domain, the acceleration is undetermined but the speed and displacement are bound. In considering the dynamic response of this port, these qualitative values indicate a behavior like that shown in Figure 9c .
? (a)
Test case IV:
Once again, we construct a more complicated configuration to test this advances in the new operator formulation. In the configuration shown in Figure 10 , point A represents an FP where the user would like to see only a bound rotational response with all other domains being fixed. Before gear-7 is added, both shafts are well-constrained due to the bearings being affixed to ground. Furthermore, one end of the torsion spring is grounded while the other end is connected to the shaft on the right (shaft-6). With the inclusion of the new gear, a complete connection is made between the shafts, and the effects of the completed configuration propagate throughout the FPs. This is done nearly instantaneous when gear-7 is added. The values of zero, unbound (or nil) and bound propagate through the components to characterize the current behavior at each FP in the system. Due to the effects of the torsional spring, point A now accomplishes a bound rotational displacement. 
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CONCLUSION This paper has presented some important extensions to representing the functionality of electromechanical components. As indicated in the beginning, this work builds upon the A-Design methodology which was initially created to automatically generate new design configurations.
The first new advance in modeling components, or rather embodiments, has been to include geometric transformations to determine the relative position of the embodiments. This extension is a crucial addition since mechanical design is often complicated by the layout of components. Since this description of position is based on the dimensions within each embodiment, we can see how choosing actual components Displacement Acceleration Velocity will affect the positions of neighboring components. Currently, we have investigated only orthogonal transformations in order to limit the number of possible component connections. However, this orthogonal constraint still allows for a wide range of possible configurations. As can be seen in Figure 4a , the gear has four possible ports in which it can interface with other components. The second innovation discussed in this paper is the added generality of the embodiment's operators. These qualitative values are based on electromechanical dynamic responses. The operators provide a language to distinguish functional traits in a wide range of components. Through combining the operators in different ways, we can represent motors, bearings, inductor coils, shock absorbers, etc. Furthermore, the operators are supported by an implemented algorithm that manages the qualitative flow of energy between components even when the design is only partially constructed. This qualitative management of information happens quickly with the addition of every new component, thus allowing one to see how a component affects the behavior of the design. There are many simulation software packages for determining the dynamic behaviors of a system. However, one needs to have the design configuration or circuit complete in order to do perform these analyses. These simulations can be time-intensive and sensitive to incomplete information. The representation shown here can work interactively with a user during the design process. 1, 6: shafts 0, 2, 4, 5: bearings which are grounded 4: torsion spring 3: gear 7: new gear being adding to the configuration As mentioned in the introduction, the validity of this representation will involve testing these innovations within a computational design synthesis tool. These new innovations will be integrated back into the A-Design system, and testing will commence on a variety of design problems. It is our hope that both useful and novel design concepts will be created within this new functional language. 
