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1 INTRODUCCIÓN 
1.1 DESCRIPCIÓN GENERAL DEL PROYECTO 
 
El objetivo del proyecto LISPmon es facilitar la visualización y comparación de información 
sobre el prototipo LISP [1] con el uso de tablas y gráficas. Esto supondrá un mayor seguimiento, 
sobretodo, por los participantes de LISP, al facilitarles dicha información gráficamente. 
LISPmon ofrece: 
 
• Una interfaz web funcional y atractiva para la visualización de la información para el 
usuario. 
• Flexibilidad, para el administrador, en la configuración de las gráficas que se muestran. 
 
 
Fig. 1.1: Ejemplo de gráfica que aparecerá en la visualización, mostrando el tiempo de retardo. 
 
1.1.1 ¿Qué es LISP?  
 
Hoy en día, Internet es una infraestructura vital. En grandes rasgos, cuando alguien se conecta a 
Internet, se le asigna una dirección IP. Pero debido al auge en las tecnologías de 
telecomunicación, cada día aparecen más dispositivos que se conectan a esta red, por lo que 
estas direcciones IP se van agotando poco a poco, y este es el mayor problema actual de 
Internet. Es por ello que se realizó un despliegue experimental en busca de una solución para 
este problema de escalabilidad de Internet: LISP 
 
LISP (The Locator Identifier Separation Protocol - Protocolo de Separación del Identificador y el 
Localizador), es un nuevo diseño de arquitectura para la actual red de Internet. Se centra, 
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básicamente, en separar el localizador y el identificador (Loc./ID) en la numeración de los 
dispositivos de la red. 
 
LISP define dos espacios de direccionamiento: los RLOC (Routing Locators - Localizadores de 
enrutamiento), que describen cómo un dispositivo se une a la red; y los EID (Endpoint Identifiers - 
Identificadores de punto final), que describen 'quién' es el dispositivo, en un rango numérico, con 
la dirección IP. Esta dirección IP es asignada a través de un AS. Un AS (Autonomous System - 
Sistema autónomo) es una red bajo una sola administración, que principalmente intercambia el 
tráfico que circula por Internet con otros AS. Normalmente, un AS es controlado por un ISP 
(proveedor), aunque también puede ser una organización (como CESCA - Consorcio Centro de 
Supercomputación de Cataluña).  El AS se identifica mediante el ASN (Autonomous System Number 
- Número de Sistema Autónomo). 
 
Volviendo a la separación Loc./ID, los autores de LISP argumentan que la sobrecarga que 
producen estas dos funciones no es viable para la construcción de un sistema de enrutamiento 
eficiente sin llegar a romper las restricciones actuales en el uso del sistema de direcciones. 
Separar estos dos espacios de direccionamiento (RLOC y EID) tiene sus ventajas, incluyendo 
una mejora en la escalabilidad del enrutamiento mediante un incremento en el espacio de 
RLOC (localizadores). 
 
Para lograr este incremento en el espacio de localizadores, se han de asignar los RLOC de tal 
forma que sea coherente con la topología actual de la red (Ley de Rekhter). Hoy en día, el espacio 
de direcciones IP en la relación proveedor-cliente es un ejemplo de dicha topología. Por otro 
lado, los EID (identificadores) se suelen asignar dentro de un rango que posee una entidad. 
Debido a que la topología de la red y la jerarquía de una entidad raramente son similares, es 
prácticamente imposible generar un espacio numérico común para llevar a cabo las dos 
funciones, sin romper las restricciones existentes en éste (por ejemplo, exigir a los proveedores 
que reenumeren su espacio de direcciones IP). 
 
El objetivo de LISP es desvincular los localizadores de los identificadores. Esta desvinculación 
facilitará la agregación del espacio de RLOC, implementará un espacio de EID persistente, y, en 
algunos casos, incrementará la seguridad y eficiencia en el tráfico de la red. 
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1.1.2 ¿Qué es LISPmon?  
 
LISPmon es una plataforma de recolección de datos históricos  sobre LISP, y una interfaz, la 
cual se desarrollará en este proyecto. LISPmon explora diariamente el espacio de 
direccionamiento para guardar en una base de datos relacional, de forma automática, diferente 
información de LISP para ser tratada posteriormente, y que un usuario cualquiera pueda 
visualizarlos de forma gráfica y sin complicaciones. 
 
El objetivo de este proyecto es diseñar y crear una interfaz web funcional y atractiva, para la 
visualización y comparación de este histórico recogido por LISPmon, ofreciendo cierta 
flexibilidad en la configuración de las gráficas tanto para el administrador como para el usuario 
final. 
 
Actualmente, hay una interfaz web operativa. Consta de un mapa Google, en el cual se muestra 
información geográfica sobre LISP. 
 
Las características principales de LISPmon son su diseño minimalista y una máxima 
transparencia hacia el usuario en la carga de datos, por eso se utilizan tecnologías que permiten 
tratar con el contenido de forma dinámica, tales como las gráficas que ofrece la librería 
Visualization de Google y funcionalidades de la librería JavaScript de jQuery, entre otras, de las 
cuales se hablará en detalle en los siguientes apartados. 
 
Se distinguen dos módulos en el proyecto, el módulo de visualización, y el módulo de 
administración.  
 
Visualización 
Al visitar la página de inicio de LISPmon, se visualiza un formulario con el típico buscador: una 
caja para introducir texto y un botón. En él, el usuario introducirá el dato que el sistema 
detectará según sea un prefijo EID (identificador), RLOC (localizador) o número AS (sistema 
autónomo). 
 
Se muestra distinta información referente a estos datos, además de las gráficas configuradas por 
el administrador en el módulo de administración.  
 
El usuario puede  manipular la gráfica, según sus características (zoom o no). Así como poder 
comparar la información mostrada en dichas gráficas con otros datos, siempre del mismo tipo, 
Memoria PFC - Alberto A. Ramírez Ochoa 
 - 18 - 
EID con EID, RLOC con RLOC, y AS con AS, o comparar el mismo dato pero en diferentes 
intervalos de tiempo. 
 
Administración 
Para poder configurar todas las gráficas que se muestran en la visualización, existe el módulo 
de administración, accesible mediante autenticación de usuario. 
 
Desde este módulo, el administrador visualiza y gestiona toda la configuración referente a las 
gráficas que muestran la información de los EID, RLOC y AS: título, descripción, datos a 
mostrar, tipo de gráfico, e intervalos de fechas. 
 
El administrador puede dar de alta, baja y editar; cambiar el orden de visualización; si son 
visibles o no; y podrá previsualizar la gráfica, antes de editarla o dar de alta una gráfica. 
 
1.2 MOTIVACIÓN DEL PROYECTO 
 
El motivo para la realización del proyecto LISPmon, es mejorar los puntos mencionados en el 
apartado anterior de: facilitar la visualización de la información que se va guardando sobre 
LISP. Esto supondrá un mayor seguimiento, sobretodo, por los participantes de LISP, 
facilitándoles dicha información de manera gráfica. 
 
Así, los motivos principales para crear este proyecto son los siguientes:  
 
 Disponer al usuario, a través de una interfaz web dinámica, la información guardada 
por LISPmon; y facilitar su seguimiento. 
 Desarrollar una aplicación útil para el propio administrador, con la que poder gestionar 
el contenido gráfico que se mostrará en todo momento al usuario. 
 
1.3 OBJETIVOS DEL PROYECTO 
 
Los objetivos a alcanzar por este proyecto son los siguientes: 
  
 Establecer los requisitos que tendrá que satisfacer el módulo de visualización para que 
cumpla  con las funciones que se esperan de él: 
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 Poder buscar información sobre distintos EID, RLOC y AS. 
 Poder comparar entre diferentes tipos de datos en las gráficas en el mismo 
intervalo de tiempo. 
 Poder comparar entre intervalos de tiempo el mismo dato. 
 
 Establecer los requisitos que tendrá que satisfacer el módulo de administración para 
que cumpla con las funciones que se esperan de él: 
 
 Autenticación como administrador. 
 Poder dar de alta, baja o editar gráficas. 
 Elegir el orden de visualización; y si son visibles o no. 
 Poder previsualizar gráficas antes de dar alta.  
 
 Construir un sistema que cumpla dichos requisitos. Siendo importante que la interfaz 
sea  intuitiva, sencilla y fácil de utilizar. 
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2 PLANIFICACIÓN Y COSTES 
 
Para poder saber si el proyecto es viable o no, el apartado de planificación tiene un papel 
importante, ya que para saber si un proyecto va a ser viable o no en el tiempo estimado va a ser 
necesario saber todas las partes del proyecto, que recursos y esfuerzos se necesitarán para cada 
una de las partes, que riesgos podrían aparecer, que posibles alternativas o soluciones serían 
viables en caso de problemas,... 
 
La planificación del proyecto comienza con un desglose en las tareas en las que se compone el 
proyecto. A continuación, se hablará sobre las diferentes etapas, y seguidamente se mostrará 
una tabla con la estimación de tiempo de realización y esfuerzo dedicado de realización real de 
cada una de las tareas en las que se componen las etapas. Finalmente se expondrán los recursos 
necesarios para llevar a cabo este proyecto junto con una tabla de costes del proyecto. 
 
2.1 Descomposición del proyecto 
 
El proyecto LISPmon se ha divido en 10 etapas. Algunas se han ido realizando en paralelo, otras 
unas detrás de otras, esto se verá en el diagrama de Gantt. 
  
Primer contacto  
Esta parte consiste en tomar un primer contacto con el cliente y conocer todos los detalles y 
necesidades con relación al sistema a desarrollar, para así poder decidir la viabilidad del 
proyecto y las tecnologías más apropiadas para su desarrollo.   
 
Formación 
Al usar nuevo software, se ha realizar un  proceso de aprendizaje de las nuevas herramientas. 
 
Preparación de entorno 
En esta etapa se prepara el entorno de desarrollo con las diferentes herramientas a utilizar. 
 
Análisis de requerimientos  
En esta etapa se estudia el conjunto global de las  necesidades del sistema. Requiere por tanto, 
una serie de reuniones para decidir las funcionalidades que se implementarán en la aplicación.  
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Especificación  
En esta etapa se definen los casos de uso y el modelo conceptual que ya nos enfoca hacia dónde 
va a ir la implementación.  
 
Diseño  
En esta etapa nos enfocamos  directamente en la implementación. En este apartado es donde se 
realizan los diagramas de secuencia  y el paso de diagramas lógicos de clases a la base de datos.  
 
Implementación  
En esta fase se implementan todas las funcionalidades diseñadas anteriormente, teniendo en 
cuenta las tecnologías escogidas. 
 
Pruebas  
Para cada funcionalidad que se vaya desarrollando, se irán realizando pruebas para comprobar 
su correcto funcionamiento.  
 
Diseño gráfico  
Una vez se ha implementado el proyecto, se realiza el diseño gráfico, ya que es un requisito 
importante hacer una interfaz fácil y cómoda hacia el usuario.  
 
Documentación 
Esta etapa está enfocada a la realización de la memoria del proyecto, donde se recoge todo el 
trabajo realizado en todas las etapas y el que se vaya a realizar posteriormente. 
 
Manual de usuario 
Como última etapa se ha incluido el manual de usuario, dónde se explicará con detalle el uso 
correcto de la aplicación. 
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2.2 Estimación del tiempo de realización 
 
En el siguiente diagrama de Gantt, se puede observar la planificación inicial del proyecto: 
 
 
Fig. 2.1: Planificación inicial en el desarrollo de LISPmon 
 
Cabe destacar que cada tarea conlleva un esfuerzo diferente, pero su realización se prolonga a 
lo largo de lo mostrado. 
 
Por diferentes motivos, la planificación inicial se tuvo que rectificar y adaptar durante el 
desarrollo, quedando así finalmente: 
 
 
Fig. 2.2: Desarrollo final de LISPmon 
 
Es decir, el proyecto se aplazó entre 3-4 meses más de lo previsto, aunque no ha supuesto 
ningún inconveniente, ya que la planificación inicial contaba con cualquier imprevisto, teniendo 
de margen de modificación hasta final de enero del 2011.  
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En la siguiente tabla se puede observar la estimación aproximada del tiempo requerido para la 
realización del proyecto junto al tiempo real empleado aproximado para poder observar las 
diferencias. 
 
Etapa/tarea Tiempo planificado (h) Tiempo real (h) 
Primer contacto 2 2 
Formación 60 55 
Preparación de entorno 10 15 
Análisis de requerimientos 20 15 
Especificación 50 60 
Diseño 50 50 
Implementación 300 280 
Pruebas 20 25 
Diseño gráfico 40 90 
Documentación 100 90 
Manual de usuario 20 15 
Total 672 697 
Tabla 2.1: Estimación tarea/tiempo 
 
2.3 Recursos necesarios 
 
Los recursos necesarios, tanto en software como en hardware, para el desarrollo del proyecto 
son: 
 
Para el desarrollo del proyecto se necesita: 
 
 IDE (Integrated Development Environment – Entorno de Desarrollo Integrado) Eclipse Mylyn 
con subversión 1.6.5. 
 PostgreSQL 8.4 (Sistema de gestión de base de datos relacional). 
 Java Development Kit. 
 Apache Tomcat 6. 
 Capaz de desarrollar tanto en Windows como Linux. 
 
Estos recursos se describirán en detallen en la sección 5.3.2. 
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El hardware utilizado para el desarrollo del proyecto es: 
 
 Intel Celeron 1Ghz con 1Gb RAM sobre Ubuntu. A mitad de proyecto, a causa de 
problemas técnicos hay que cambiar. 
 Intel Core 2 Duo @2Ghz con 2Gb de RAM sobre Windows 7. 
 
Software para la ejecución a nivel de usuario: 
 
 Un navegador que soporte HTML 3.0 o superior 
 
Hardware para la ejecución a nivel de usuario: 
 
 Ordenador Pentium a 450 MHz  o superior. 
 Memoria RAM 256 Mb mínima recomendada. 
 
Hardware para la ejecución a nivel de servidor: 
 
 Ordenador Pentium 4 o superior 
 512Mb de RAM o superior 
 Capacidad de disco duro superior a los 20 Gb 
2.4 Coste del proyecto 
 
Para realizar el coste total del proyecto se tendrán en cuenta 3 puntos: el coste del software, el 
coste del hardware, y el coste del personal. 
  
Coste Hardware 
Por planificación, el coste inicial conllevaba el uso de un solo equipo portátil, pero debido a 
problemas técnicos, se tuvo que disponer de un segundo portátil para continuar el desarrollo. 
 
Características Coste 
 Intel Celeron 1Ghz 
 1Gb de RAM 
 80Gb de disco duro 
400€ 
 Intel Core 2 Duo @2Ghz 
 2Gb de RAM 
 200Gb de disco duro 
180€ 
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Tabla 2.2: Hardware utilizado y su coste 
 
Coste Software 
A pesar de utilizar en mayor parte software gratuito, en algún momento se ha utilizado 
software privativo, aunque con coste de licencia cero debido al convenio de Facultad de 
Informática con Microsoft. En otro caso, habría que tener en cuenta el posible coste de las 
licencias. 
 
Coste del Personal 
A pesar de haber sido siempre la misma persona en todo el desarrollo del proyecto, se supone 
que los tipos de acciones (el rol adquirido), ha sido distinto en cada etapa. Por lo tanto, se ha 
procedido a imputar los costes del proyecto dependiendo del rol desempeñado en cada 
momento. 
 
Los perfiles que se han asignado son: 
 
 Analista: Se ocupa de la especificación y diseño del sistema. También emplea tiempo en 
recibir formación y escribir documentación. 
 Programador: Se ocupa de la implementación. También emplea tiempo en recibir 
formación. 
 Diseñador: Se ocupa del diseño gráfico. También emplea tiempo en recibir formación. 
 Técnico: Se ocupa de preparar el entorno de desarrollo y de redactar los manuales de 
uso. 
 Comercial: Se ocupa de la relación con el cliente: primer contacto y análisis d 
requerimientos. También emplea tiempo en escribir documentación. 
 Tester: Se encarga de realizar los las pruebas. 
 
En la siguiente tabla se observa el coste planificado: 
 
Perfil Precio/hora Tiempo planificado (h) Coste planificado (€) 
Analista 55 162 8910 
Programador 20 336 6720 
Diseñador 39 52 2080 
Técnico 70 30 2100 
Comercial 30 72 2160 
Tester 10 20 200 
Total  672 22170 
Tabla 2.3: Perfiles y tiempo estimado de dedicación 
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En la siguiente tabla se observa el que sería coste real, a pesar de que el coste de personal ha 
sido 0 al ser proyecto final de carrera: 
 
Perfil Precio/hora Tiempo real (h) Coste real (€) 
Analista 55 166 9130 
Programador 20 313 6260 
Diseñador 39 101 4040 
Técnico 70 30 2100 
Comercial 30 62 1860 
Tester 10 25 250 
Total  697 23640 
Tabla 2.4: Perfiles y tiempo real de dedicación 
 
Coste total 
Teniendo en cuenta los costes calculados para hardware, software y personal, resulta el coste 
siguiente: 
 
 Coste planificado Coste real 
Coste de hardware 400€ 580€ 
Coste de software 0€ 0€ 
Coste de personal 22.170€ 23.640€ 
Total 22.570€ 24.220€ 
Tabla 2.5: Coste económico de LISPmon 
 
El coste aproximado en el mercado rondaría los 24.220€, siempre y cuando se reemplazara por 
software libre el utilizado para la documentación, específicamente el paquete de Microsoft 
Office por OpenOffice.  
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3 ANÁLISIS DE REQUISITOS 
 
Lo primero a tener en cuenta para el desarrollo del proyecto, es identificar y especificar los 
requisitos del sistema. Es importante documentar estas necesidades de manera clara, y que 
pueda transmitirse al cliente y al equipo de trabajo. Estos requisitos se suelen dividir en dos 
categorías, los requisitos funcionales y los requisitos no funcionales. 
 
Con los requisitos funcionales, describiremos el comportamiento del sistema: acciones o 
funcionalidades que podrá llevar a cabo; informaciones a guardar; etc.  
 
Por otro lado, los requisitos no funcionales son aquellos que engloban las cualidades que  debe 
tener el sistema, siendo los más comunes la estabilidad, la portabilidad y el coste. 
 
Para determinar cuáles son los requisitos de nuestro sistema existen diferentes estrategias: 
preguntar/proponer al usuario final; extraer la información de un sistema software anterior o 
común; sintetizarlos a partir del funcionamiento de la empresa; experimentar con un prototipo 
para ver la reacción del  usuario,… 
 
Para el proyecto LISPmon, los requisitos se han determinado a partir de unas necesidades 
básicas por parte del cliente, y a base de reuniones y conversaciones, se han ido 
complementando con otros requisitos. 
  
Al ser un proceso un poco iterativo, es posible que surjan nuevos requisitos durante el proceso 
de diseño de casos de uso.  
 
3.1 REQUISITOS FUNCIONALES 
 
Para que el sistema pueda ofrecer funcionalidades, es necesario que estén todos los datos 
necesarios en la base de datos; tanto los históricos introducidos por LISPmon, como los 
introducidos necesarios para la configuración y gestión de las gráficas. 
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3.1.1 Visualización 
3.1.1.1 V01 - Búsqueda 
 
Descripción 
El sistema deberá permitir al usuario introducir un EID, RLOC o AS para mostrar su 
información detallada, según si el formato no es correcto, ha de ser IPv4, IPv6, ‘ASXXX’ o  ‘AS 
XXX’; si es correcto, pero no existe información al respecto; o si es correcto, y existe 
información, mostrando según el tipo: 
 
 EID:  
 
 Mostrará el prefijo que lo incluye y la primera vez que fue visto. 
 
Prefix y.y.y.y (x.x.x.x)  
First seen yyyy-mm-dd 
 
 Mostrará una lista de los RLOC relacionados en los últimos 2 días. 
 Mostrará una lista de los RLOC relacionados a lo largo del tiempo. 
 Mostrará las gráficas del tipo EID. 
 
 RLOC:  
 
 Muestra el RLOC buscado. 
 
RLOC x.x.x.x 
 
 Mostrará una lista con el historial de hostname y AS donde ha sido registrado. 
 
Date Hostname ASN AS name 
… … … 
yyyy-mm-dd Número de AS Nombre del AS 
 
 Mostrará las gráficas del tipo RLOC. 
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 AS:  
 
 Muestra el AS buscado. 
 
AS XXX 
 
 Mostrará las gráficas del tipo AS. 
 Mostrará una lista con los prefijos registrados desde el AS. 
 
Prefix First seen Last seen 
… … … 
x.x.x.x yyyy-mm-dd yyyy-mm-dd 
 
 Común gráficas:  
 
 Por defecto, las gráficas mostrarán los datos del parámetro (requisito V02). 
 Se mostrarán con el título encima de la gráfica, y enseñando su descripción al pasar 
por encima del título con un tip. 
 Se ordenarán según el orden establecido en administración, y sólo se mostrarán las 
visibles. 
 
 Común enlaces:  
 
 Todos los prefijos, RLOCS y AS que aparecen en las listas han de ser navegables 
hacia su respectiva información.  
 
Comprobaciones 
 El parámetro introducido para la búsqueda es correcto. 
 
3.1.1.2 V02 - Mostrar datos 
 
Descripción 
Los datos de un parámetro se mostrarán automáticamente al cargar las gráficas para cada 
parámetro buscado.  
 
El sistema recibirá un parámetro EID, RLOC o AS, y el identificador de la gráfica que solicita la 
información. Se mostrará toda la información respecto al parámetro, siguiendo todos los datos 
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de configuración de la gráfica identificada, haciendo zoom, si la gráfica lo permite, sobre el 
último mes (a fecha del sistema). 
 
A la hora de buscar la información, se limita la búsqueda temporalmente a las siguientes fechas, 
según: 
 
 Si la gráfica tiene informado el campo de fecha de inicio, se usará esa; en caso contrario, 
se usa la fecha de inicio de las propiedades del sistema. 
 Si la gráfica tiene informado el campo de fecha de fin, se usará esa; en caso contrario, se 
usa la fecha actual del sistema. 
 Por defecto, si la gráfica lo admite, se hace zoom del último mes en la gráfica. 
 
Comprobaciones 
 El parámetro debe corresponder al formato EID, RLOC o AS. 
 La gráfica debe existir en el sistema, y ser visible para el usuario. 
 
3.1.1.3 V03 - Comparar parámetros 
 
Descripción 
El sistema ha de permitir comparar dos parámetros; y cargar su información en las gráficas 
visibles. 
 
El sistema recibirá dos parámetros EID, RLOC o AS, y el identificador de la gráfica que solicita 
la información. Se generará toda la información respecto a los dos parámetros, siguiendo todos 
los datos de configuración de la gráfica identificada. 
 
A la hora de buscar la información, se limita la búsqueda temporalmente a las siguientes fechas, 
según: 
 
 Si la gráfica tiene informado el campo de fecha de inicio, se usará esa; en caso contrario, 
se usa la fecha de inicio de las propiedades del sistema. 
 Si la gráfica tiene informado el campo de fecha de fin, se usará esa; en caso contrario, se 
usa la fecha actual del sistema. 
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Comprobaciones 
 Los dos parámetros deben corresponder al formato EID, RLOC o AS, y ser del mismo 
tipo. 
 La gráfica debe existir en el sistema, y ser visible para el usuario. 
 
3.1.1.4 V04 - Comparar intervalos de tiempo 
 
Descripción  
El sistema debe permitir comparar dos intervalos de tiempo de un solo parámetro; y cargar su 
información en las gráficas visibles. 
 
El sistema recibirá un parámetro EID, RLOC o AS, el identificador de la gráfica que solicita la 
información, y dos fechas. Se mostrará toda la información respecto al parámetro, siguiendo 
todos los datos de configuración de la gráfica identificada, haciendo zoom, si la gráfica lo 
permite, sobre el último mes (a fecha del sistema). 
 
A la hora de buscar la información, se limita la búsqueda temporalmente a las fechas indicadas. 
 
Comprobaciones 
 El parámetro debe corresponder al formato EID, RLOC o AS. 
 La gráfica debe existir en el sistema, y ser visible para el usuario. 
 Las fechas deben tener formato de fecha correcto. 
 Si la gráfica permite hacer zoom, se cogerá como intervalo de tiempo el intervalo 
definido por el zoom del momento en que se hace la comparación, por ejemplo, si el 
zoom muestra los datos del 1 de Junio del 2010 al 31 de Julio del 2010 (llamemos 
intervalo 1), y se coge como fecha de comparación el 01 de Abril de 2010; en la gráfica, 
aparecerán los datos comparados entre el intervalo 1 y el intervalo que va desde el 01 
de Abril de 2010 hasta el 31 de Mayo de 2010, que es la diferencia del intervalo 1, es 
decir, 2 meses. 
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3.1.2 Administración 
3.1.2.1 A01 - Autenticación 
 
Descripción 
Común para cualquier funcionalidad del módulo de administración; en caso de no estar 
autenticado en sesión, el sistema pedirá al administrador que verifique su identificación para 
poder realizar las operaciones del módulo de administración. 
 
Comprobaciones 
 Autenticación correcta a través de las propiedades del sistema.  
 
3.1.2.2 A02 - Listado de gráficas 
 
Descripción 
El sistema recibe el tipo de parámetro; y muestra un listado de las gráficas existentes en la base 
de datos, ordenadas según su número de orden.  
 
Comprobaciones 
Ninguna.  
  
3.1.2.3 A03 - Alta de gráfica 
 
Descripción 
El administrador podrá dar de alta una gráfica nueva; tendrá que informar obligatoriamente los 
campos de título, sentencia SQL, tipo de gráfica, dimensión X, dimensión Y y campo de fecha; 
opcionalmente informará los campos descripción, fecha de inicio y fecha de fin.  
 
Antes de aceptar el alta, el administrador podrá previsualizar la gráfica resultante para aceptar 
o no. 
  
Comprobaciones 
 Si las fechas están informadas, se comprueban que fecha de inicio sea menor a fecha de 
fin. 
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3.1.2.4 A04 - Edición de gráfica 
 
Descripción 
El administrador podrá editar una gráfica existente; tendrá que informar de su identificador y 
los campos de título, consulta de datos, tipo de gráfica, dimensión X, dimensión Y y campo de 
fecha; opcionalmente informará los campos descripción, fecha de inicio y fecha de fin. 
 
Antes de aceptar la edición, el administrador podrá previsualizar la gráfica resultante para 
aceptar o no los cambios. 
 
Comprobaciones 
 Si las fechas están informadas, se comprueban que fecha de inicio sea menor a fecha de 
fin. 
 
3.1.2.5 A05 - Eliminar gráfica 
 
Descripción 
El administrador podrá eliminar una gráfica existente, habrá que informar sobre el identificador 
de la gráfica. 
 
Comprobaciones 
Se pide confirmación al administrador para eliminar la gráfica. 
 
3.1.2.6 A06 - Cambiar orden de gráfica 
 
Descripción 
El administrador podrá cambiar el orden de visualización de las gráficas de cara al usuario. 
 
Comprobaciones 
Ninguna.  
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3.1.2.7 A07 - Visibilidad de gráfica 
 
Descripción 
El administrador podrá decidir, un a una, si las gráficas configuradas serán visibles o no para el 
usuario en el módulo de visualización. 
 
Comprobaciones 
Ninguna.  
 
3.1.2.8 A08 - Previsualización 
 
Descripción 
El sistema muestra por pantalla una previsualización de la gráfica cargada en memoria (en alta 
o edición), dejando al administrador elegir el parámetro con el que realizar las muestras de 
datos. 
 
Comprobaciones 
El parámetro introducido por el administrador existe como EID, RLOC o AS. 
 
3.1.3 Común 
3.1.3.1 C01 - Mostrar mensaje 
 
Descripción 
En caso de cualquier mensaje de error o de información, el sistema informará al usuario o 
administrado por pantalla. 
 
Comprobaciones 
Ninguna. 
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3.2 REQUISITOS NO FUNCIONALES 
 
A continuación, detallamos los requisitos no funcionales que se han tenido en cuenta a la hora 
de desarrollar LISPmon, dando más prioridad a que la aplicación sea robusta, segura y una 
interfaz simple e intuitiva.  
 
Interfaz intuitiva 
La aplicación ha de contar con una interfaz simple, fácil de utilizar, y a la par elegante. A pesar 
de que será una aplicación que será utilizada, en su gran mayoría, por usuarios con 
conocimientos avanzados en tecnologías.  Se requiere de una interfaz en la cual se puedan 
realizar las posibles acciones, de una manera rápida y dinámica.  
 
Robustez 
El sistema ha de poder controlar la introducción incorrecta de datos al sistema, o posibles fallos 
por parte de los usuarios, manteniendo así su integridad. 
 
Seguridad 
Se debe garantizar la seguridad en todas las acciones e interacciones que se lleven a cabo con el 
sistema. El módulo de administración sólo podrá ser utilizado, y gestionado, tras previa 
autenticación. 
 
Plataformas 
Ambos módulos de LISPmon, serán accesibles a través de cualquier navegador, funcionando 
100% en los navegadores Mozilla Firefox e Internet Explorer 8, y testeados superficialmente en 
navegadores Chrome, Opera y Safari. 
 
Portabilidad 
La aplicación podrá ser ejecutada en Linux o Windows, pero siempre desplegada en un 
servidor Apache 2.2 o superior con Tomcat 6.0 o superior. 
 
Actores y funcionalidades 
Dependiendo de qué actor se trate, se podrán ejecutar ciertas funcionalidades del sistema u 
otras. En el proyecto LISPmon distinguimos dos actores: usuario y administrador. 
Diferenciándose claramente, ya que cada actor sólo puede acceder a uno de los módulos.  
 
Así, el usuario será quien acceda al módulo de visualización, sin ningún tipo de autenticación; y 
el actor administrador será quien acceda al módulo de administración. 
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4 ESPECIFICACIÓN 
 
Tras haber determinado cuáles son los requerimientos del sistema, se determinará con detalle 
una descripción sobre el comportamiento externo del sistema, es decir, determinaremos el 
funcionamiento de cara al usuario final. A partir de esta especificación se llevará a cabo el 
diseño y la implementación, así que es importante tomar buenas decisiones en esta fase del 
proyecto. 
 
Para realizar la especificación, utilizaremos el lenguaje UML1. Este lenguaje nació en 1994 y 
actualmente es un estándar para construir modelos orientados a objetos. Llevaremos a cabo la 
especificación en 3 pasos: definición del modelo de casos de uso con los actores implicados; 
definición del modelo conceptual del sistema y sus relaciones; y definición del modelo de 
comportamiento del sistema: diagramas de secuencia y contratos de operaciones del sistema. 
 
4.1 MODELO DE CASOS DE USO  
 
El modelo de casos de uso nos ayudará a comprender mejor los requerimientos del sistema de 
información y a identificar cuáles son las funciones del sistema para cada actor que interviene 
en él. 
 
Los casos de uso son una manera de representar la interacción que tendrá un usuario (ya sea 
persona o una máquina) con el sistema. La idea de esta interpretación es alejarse de las jergas 
técnicas y centrarnos en esa interacción con el usuario y el sistema cuya finalidad es conseguir 
realizar un objetivo específico. 
 
Un actor es una entidad externa al sistema que de alguna manera participa en la historia del 
caso de uso e interacciona con el sistema. Un actor puede ser iniciador, es decir, es el que inicia 
el caso de uso o únicamente participante en el mismo. Los actores son Usuario y 
Administrador. 
 
  
                                                           
1 Lenguaje unificado de modelado. 
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4.1.1 Casos de uso 
 
Los actores interactúan con los casos de uso de la siguiente manera: 
 
Usuario:  
 Búsqueda. 
 Mostrar datos. 
 Comparar parámetros. 
 Comparar intervalos de tiempo. 
 Mostrar mensaje. 
 
Administrador: 
 Autenticación. 
 Listado de gráficas. 
 Alta de gráfica. 
 Edición de gráfica. 
 Eliminar gráfica. 
 Cambiar orden de gráfica. 
 Visibilidad de gráfica. 
 Previsualización. 
 Mostrar mensaje. 
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4.1.2 Especificación de Casos de Uso 
4.1.2.1 Búsqueda 
 
Caso de uso Búsqueda 
Actores Usuario 
Resumen Búsqueda de un parámetro en el sistema parar visualizar su 
información. 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. Accede a la página principal de 
LISPmon. 
 
 2. Muestra el formulario de búsqueda. 
3. Inserta un parámetro.  
 4. Comprueba que el parámetro introducido 
sea vál ido. 
 5. El sistema muestra la pantal la con la 
información del parámetro buscado, con 
sus respectivas gráf icas preparadas. 
 
Cursos alternos: 
 Paso 4: El parámetro no cumple el formato correcto o no existe información relacionada. 
Se vuelve al paso 2 con un mensaje de notificación. 
 
4.1.2.2 Mostrar un parámetro 
 
Caso de uso Mostrar un parámetro 
Actores Usuario 
Resumen Cargar las gráficas con la información del parámetro mostrado.  
Curso normal de eventos 
Acción del actor Respuesta del sistema 
 1. Al cargar las gráficas, por defecto 
muestra la información del parámetro 
buscado. 
 2. Comprueba que el parámetro introducido 
sea vál ido. 
 3. Actualiza las gráficas con la información 
del parámetro. 
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Cursos alternos: 
 Paso 1: El usuario elige la opción de resetear desde el diálogo de opciones de 
comparaciones. Va a paso 2. 
 Paso 3: Hay un error al actualizar la información de las gráficas. Se muestra el mensaje 
en el lugar de las gráficas. 
 
 
4.1.2.3 Comparar parámetros 
 
Caso de uso Comparar parámetros 
Actores Usuario 
Resumen Búsqueda de un segundo parámetro en el sistema, para cargar las 
gráficas con la información conjunta.  
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. Caso de uso empieza en visual ización de 
información. 
 
2. El usuario el ige la opción de comparar.  
 3. Muestra diálogo con opciones de 
comparar. 
4. Introduce un parámetro.  
 5. Comprueba que el parámetro introducido 
sea vál ido. 
 6. Actualiza las gráficas con la información 
conjunta de los dos parámetros. 
 7. Cierra el diálogo de opciones de 
comparación. 
 
Cursos alternos: 
 Paso 5: El parámetro no cumple el formato correcto o no existe información relacionada. 
Vuelve al paso 4, y se notifica por pantalla (caso de uso Mostrar mensaje). 
 Cualquier paso: El usuario elige la opción de cerrar el diálogo con las opciones de 
comparación. Deja de mostrarse el diálogo y se vuelve al paso 1. 
 Paso 6: Hay un error al actualizar la información de las gráficas. Se muestra el mensaje 
en el lugar de las gráficas. 
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4.1.2.4 Comparar intervalos de tiempo 
 
Caso de uso Comparar intervalos de tiempo 
Actores Usuario 
Resumen Carga las gráf icas con la información conjunta del mismo 
parámetro en dos intervalos de tiempo distintos. 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. Caso de uso empieza en visual ización de 
información. 
 
2. El usuario el ige la opción de comparar.  
 3. Muestra diálogo con opciones de 
comparar. 
4. Introduce una fecha.  
 5. Comprueba que la fecha introducida sea 
válida. 
 6. Actualiza las gráficas con la información 
conjunta de los dos intervalos de tiempo. 
 7. Cierra el diálogo de opciones de 
comparación. 
 
Cursos alternos: 
 Paso 5: El parámetro no cumple el formato correcto o no existe información relacionada. 
Vuelve al paso 4, y se notifica por pantalla (caso de uso Mostrar mensaje). 
 Cualquier paso: El usuario elige la opción de cerrar el diálogo con las opciones de 
comparación. Deja de mostrarse el diálogo y se vuelve al paso 1. 
 Paso 6: Hay un error al actualizar la información de las gráficas. Se muestra el mensaje 
en el lugar de las gráficas. 
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4.1.2.5 Autenticación 
 
Caso de uso Autenticación 
Actores Administrador 
Resumen El usuario se autentica en el módulo de administración. 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. Realiza una petición a módulo de 
administración. 
 
 2. Muestra un diálogo de autenticación. 
3. Introduce nombre de usuario y 
contraseña. 
 
 4. Comprueba validez de usuario y 
contraseña. 
 5. Continua petición. 
 
Cursos alternos: 
 Paso 2: El administrador ya está autenticado. Salta a paso 5. 
 Paso 4: El nombre usuario y/o la contraseña son incorrectos. Vuelve al paso 2. 
 Paso 3: El administrador cancela la autenticación. Se muestra pantalla de error de 
autenticación. 
 
4.1.2.6 Listado de gráficas 
 
Caso de uso Listado de gráficas 
Actores Administrador 
Resumen Se muestra por pantal la una lista con las gráf icas configuradas en 
el sistema, separadas en pestañas según sean EID, RLOC o AS. 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. Accede a la página principal del módulo 
de administración. 
 
 2. Muestra las gráf icas configuradas, según 
el t ipo que venga de entrada (EID, RLOC o 
AS). 
 3. Muestra un formulario a pie de página 
para dar de alta nuevas gráficas o 
modif icar gráficas existentes 
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Cursos alternos: 
 Paso 2: Si no existen gráficas del tipo seleccionado, se indica mediante texto. 
 
4.1.2.7 Alta de gráfica 
 
Caso de uso Alta de gráf ica 
Actores Administrador 
Resumen Se da de alta una nueva gráfica según configure el administrador. 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. En módulo de administración.  
2. Introduce datos de la nueva gráf ica: 
Título 
Descripción 
Sentencia SQL 
Dimensión X 
Dimensión Y 
Campo de fecha 
Fecha de inic io 
Fecha de fin 
 
Y selecciona el tipo de gráfica en el 
desplegable. 
 
 3. El sistema comprueba la validez de los 
campos introducidos. 
 4. Carga en memoria los datos de la nueva 
gráfica. 
 5. Muestra diálogo de previsualización. 
6. Acepta los cambios.  
 7. Guarda la nueva gráf ica. 
 8. Dirige a caso de uso Listado de gráficas. 
 
Cursos alternos: 
 Paso 2: El administrador elige la opción de resetear. El formulario se limpia, y vuelve al 
paso 1. 
 Paso 3: Algún campo introducido no es correcto por formato o por campo obligatorio 
(título, tipo de gráfica, sentencia SQL, dimensión X/Y y campo de fecha). Muestra por 
pantalla el mensaje (caso de uso Mostrar mensaje). Vuelve al paso 2. 
 Paso 6: El administrador previsualiza la gráfica (caso de uso Previsualización), y acepta 
los cambios. 
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 Paso 6: El administrador cancela el alta. Vuelve a paso 2. 
 
4.1.2.8 Edición de gráfica 
 
Caso de uso Edic ión de gráf ica 
Actores Administrador 
Resumen Se edita una gráf ica existente. 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. En módulo de administración.  
2. El administrador escoge la opción de 
editar una de las gráficas configuradas. 
 
 3. Carga los datos de la gráf ica en el 
formulario de edición. 
4. Introduce datos de la nueva gráf ica: 
Título 
Descripción 
Sentencia SQL 
Dimensión X 
Dimensión Y 
Campo de fecha 
Fecha de inic io 
Fecha de fin 
 
Y selecciona el tipo de gráfica en el 
desplegable. 
 
 5. El sistema comprueba la validez de los 
campos introducidos. 
 6. Carga en memoria los datos nuevos de 
la gráf ica. 
 7. Muestra diálogo de previsualización. 
8. Acepta los cambios.  
 9. Guarda la nueva gráf ica. 
 10. Dirige a caso de uso Listado de 
gráficas. 
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Cursos alternos: 
 Paso 4: El administrador elige la opción de resetear. El formulario se limpia, y vuelve al 
paso 1. 
 Paso 5: Algún campo introducido no es correcto por formato o por campo obligatorio 
(título, tipo de gráfica, sentencia SQL, dimensión X/Y y campo de fecha). Muestra por 
pantalla el mensaje (caso de uso Mostrar mensaje). Vuelve al paso 4. 
 Paso 8: El administrador previsualiza la gráfica (caso de uso Previsualización), y acepta 
los cambios. 
 Paso 8: El administrador cancela el alta. Vuelve a paso 2. 
 
4.1.2.9 Eliminar gráfica 
 
Caso de uso Eliminar gráf ica 
Actores Administrador 
Resumen Se elimina una gráf ica existente. 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. En módulo de administración.  
2. El administrador escoge la opción de 
el iminar una de las gráficas configuradas. 
 
 3. Solicita confirmación por pantalla de la 
el iminación de la gráf ica. 
4. Confirma la el iminación de la gráf ica.  
 5. Elimina la gráf ica. 
 6. Dirige a caso de uso Listado de gráficas. 
 
Cursos alternos: 
 Paso 4: El administrador cancela la eliminación de la gráfica. Vuelve a paso 1. 
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4.1.2.10 Cambiar orden de gráfica 
 
Caso de uso Cambiar orden de gráf ica 
Actores Administrador 
Resumen Se cambia el orden de visualización de las gráficas. 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. En módulo de administración.  
2. El administrador escoge una gráfica y la 
arrastra a la posición en que desee que se 
muestre. 
 
 3. Guarda la nueva ordenación de gráf icas 
para mostrar en visual ización. 
 
Cursos alternos: 
No hay cursos alternos. 
 
4.1.2.11 Visibilidad de gráfica 
 
Caso de uso Visibil idad de gráfica 
Actores Administrador 
Resumen Se cambia la visibil idad de una gráfica- 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. En módulo de administración.  
2. El administrador marca la opción de 
Visible en una gráfica. 
 
 3. Guarda la visibil idad de la gráfica para 
ser mostrada en visualización. 
 
Cursos alternos: 
 Paso 2: El administrador desmarca la opción de Visible en una gráfica. Va al paso 3. 
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4.1.2.12 Previsualización 
 
Caso de uso Previsual ización 
Actores Administrador 
Resumen Se previsual iza una gráf ica con los datos cargados en memoria (de 
alta o edición). 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
1. En diálogo de previsual ización.  
 2. Carga el dato correspondiente de 
ejemplo (EID, RLOC o AS) de las 
propiedades en el formulario de 
previsualización. 
3. Introduce un parámetro (o usa el 
ejemplo) de la misma categoría que la 
gráfica (EID, RLOC o AS) 
 
 4. Comprueba la validez del parámetro 
introducido. 
 5. Genera una gráfica con los datos 
cargados en memoria para su 
previsualización. 
 6. Vuelve a paso 1. 
 
Cursos alternos: 
 Paso 4: El parámetro introducido no es correcto. Muestra pantalla de error en diálogo 
de previsualización.  Va a paso 6. 
 
4.1.2.13 Mostrar mensaje 
 
Caso de uso Mostrar mensaje 
Actores Usuario, Administrador 
Resumen Muestra un mensaje dinámico por pantalla. 
Curso normal de eventos 
Acción del actor Respuesta del sistema 
  1. Hay un error. 
 2. Muestra diálogo en pantal la con el 
mensaje.  
3. Cierra el mensaje.  
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Cursos alternos: 
 Paso 3: El usuario o administrador pueden cerrar el mensaje en cualquier otro 
momento; o el sistema al mostrar un nuevo mensaje. 
 
4.2 MODELO CONCEPTUAL 
 
El modelo conceptual representa los elementos más importantes del dominio del problema. El 
objetivo es describir el contenido de información de la base de datos. Con este modelo 
observamos principalmente las clases de objetos, sus atributos y las asociaciones entre éstos.  
 
Teniendo en cuenta la definición del modelo conceptual, y algunos conceptos sobre el mismo, 
obtenemos el diagrama de clases correspondiente al proyecto, que nos muestra las relaciones y 
las asociaciones entre los objetos. 
 
 
Fig. 4.1: Modelo conceptual 
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4.2.1 Restricciones de integridad 
 
Las restricciones de integridad Son aquellas que se han de definir textualmente debido a la 
limitación del lenguaje UML, ya que no abarca todas las posibles restricciones que pueden 
surgir en el proyecto.  
 
Las restricciones de integridad serán: 
 
 RT1: Claves primarias: 
 Chart: chartId. 
 ChartType: chartTypeId. 
 RT2: Campos no nulos: 
 Chart: title, visible, chartOrder, data, dateField. 
 ChartType: todos los campos. 
 RT3: La fecha de inicio de una gráfica tiene que ser menor que la fecha fin de la misma 
gráfica.  
 RT4: El tipo de la gráfica será EID, RLOC o AS. 
 
4.2.2 Descripción de las clases del modelo 
 
Las clases que toman más protagonismo en LISPmon son las de gráficas y búsquedas.  
 
En la búsqueda, se comprueba que el parámetro sea válido y se distingue entre EID, RLOC y AS: 
 
 Cuando la búsqueda es un EID, se crean asociaciones con la clase de localizadores, otra 
para localizadores antiguos, y una con la clase de prefijos.  
 Cuando la búsqueda es un RLOC, se crean asociaciones con la clase de localizadores. 
 Cuando la búsqueda es un AS, se crean asociaciones con la clase de prefijos. 
 
Además, todas las búsquedas válidas estarán asociadas por gráficas, según sean de tipo EID, 
RLOC o AS. Estas gráficas se asociarán con una búsqueda en el momento en que la realice el 
usuario, y sea válida. 
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Como se puede observar, la clase de gráficas y de tipos de gráficas son las que más información 
aportan al sistema, ya que es donde el administrador decide la información que se mostrará al 
usuario cuando realice una búsqueda.  
 
Cuando el administrador crea una gráfica, se crea una asociación entre ésta y el tipo de gráfica 
que representará. De esta manera, la información de la gráfica configurará qué se mostrará, y el 
tipo de gráfica será la que configure cómo se mostrará. 
 
A continuación, una descripción de los campos de las clases: 
 
Clase Search 
Atributo Descripción 
parameter El parámetro buscado por el usuario. 
valid Indica si el parámetro es válido o no. 
 
Clase Locators 
Atributo Descripción 
rloc Núnero de localizador (IPv4 o IPv6). 
prefixASN Prefi jo del AS dónde consta registrado. 
asName Nombre del AS. 
hostname Nombre del host.  
date Fecha del registro. 
firstSeen Fecha de la primera vez que se guardaron datos sobre el 
local izador. 
lastSeen Fecha de la últ ima vez que se guardaron datos sobre el 
local izador. 
 
Clase Prefix 
Atributo Descripción 
prefix Nombre del pref ijo (IPv4 o IPv6). 
firstSeen Fecha de la primera vez que se guardaron datos sobre el prefi jo. 
lastSeen Fecha de la última vez que se guardaron datos sobre el pref ijo. 
 
Clase Charts 
Atributo Descripción 
chartId Identificador numérico de la gráf ica. 
title Título de la gráf ica. 
description Descripción de la gráf ica. 
visible Visible o no para el usuario. 
chartOrder Orden de muestreo al usuario. 
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data Consulta SQL para recoger la información a mostrar. 
dateField Campo identif icativo en la consulta SQL para gestionar fechas. 
fromDate Fecha de inic io para los intervalos de tiempo. 
toDate Fecha de fin para los intervalos de tiempo. 
type Tipo para el que será mostrada (EID, RLOC o AS). 
 
Clase Dims 
Atributo Descripción 
dimX Nombre de la dimensión horizontal.  
dimY Nombre de la dimensión vert ical.  
dimZ Nombre de la dimensión horizontal para segundos parámetros. 
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Clase ChartType 
Atributo Descripción 
chartTypeId Identificador del tipo de gráfica. 
chartName Nombre del tipo de gráf ica. 
dimensions Indica cuántas dimensiones son necesarias recoger con la 
sentencia SQL. 
chartClass Clase del t ipo de gráfica para ser cargada. 
chartPackage Paquete dónde se encuentra el tipo de gráfica para ser cargada. 
colType Tipo de los valores de la dimensión Y (str ing, number, Date, …). 
rowType Tipo de los valores de la dimensión X (string, number, Date, …). 
dateFormat Formato de los tipos que sean Date en colType.  
zoomEnabled Indica si el t ipo de gráfica permite real izar zoom sobre un 
intervalo de tiempo. 
 
4.3 MODELO DE COMPORTAMIENTO DEL SISTEMA 
 
El modelo de comportamiento del sistema describe lo qué hace el sistema, sin explicar cómo lo 
hace. A continuación detallaremos los diagramas de secuencia y los contratos de las operaciones 
de los casos de uso definidos previamente. 
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4.3.1 Caso de uso: Búsqueda 
 
Operación 
búsqueda 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre búsqueda 
Responsabilidades Recupera la información del parámetro introducido si es válido. 
Caso de uso Búsqueda 
Excepciones - 
Precondiciones - 
Poscondiciones - 
Salida Si el parámetro es vál ido, se devuelve toda la información 
referente al parámetro, y se dejan las gráficas precargadas. 
Nombre parámetro_válido 
Responsabilidades Determina si el parámetro introducido tiene formato correcto y 
existe información al respecto. 
Caso de uso Búsqueda 
Excepciones - 
Precondiciones - 
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Poscondiciones - 
Salida Si el parámetro no existe se indica al usuario. 
Nombre obtener_información 
Responsabilidades Muestra toda la información referente al EID, RLOC o AS buscado; 
y todas las gráficas asociadas al t ipo. 
Caso de uso Búsqueda 
Excepciones - 
Precondiciones El parámetro existe. 
Poscondiciones - 
Salida Información del parámetro y las gráf icas respectivas a su tipo. 
 
4.3.2 Caso de uso: Mostrar datos 
 
Operación 
Mostrar datos 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre mostrar_datos 
Responsabilidades Recupera toda la información del parámetro, en el formato 
correspondiente a la gráf ica correspondiente, usando la sentencia 
SQL de ésta. 
Caso de uso Mostrar datos 
Excepciones - 
Precondiciones El parámetro existe. 
La gráfica existe. 
Poscondiciones - 
Salida Datos en formato JSON para que la gráf ica pueda mostrar la 
información correspondiente al parámetro. 
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4.3.3 Caso de uso: Comparar parámetros 
 
Operación 
Comparar parámetros 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre comparar_parámetros 
Responsabilidades Recupera y combina toda la información de los 
parámetros, en el formato correspondiente a la 
gráfica correspondiente, usando la sentencia SQL de 
ésta. 
Caso de uso Comparar parámetros 
Excepciones - 
Precondiciones Los parámetros existen. 
La gráfica existe. 
Poscondiciones - 
Salida Datos en formato JSON para que la gráfica pueda 
mostrar la información correspondiente a los 
parámetros. 
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4.3.4 Caso de uso: Comparar intervalos de tiempo 
 
Operación 
Comparar intervalos de tiempo 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre comparar_intervalos 
Responsabilidades Recupera la información del parámetro en el 
intervalo A de tiempo fechaInic ioA-fechaFinA, y lo 
combina con la información del mismo parámetro 
desde la fechaInicioB más la diferencia del 
intervalo A, en el formato correspondiente a la 
gráfica correspondiente, usando la sentencia SQL 
de ésta. 
Caso de uso Comparar intervalos de tiempo 
Excepciones - 
Precondiciones El parámetro existe. 
La gráfica existe. 
Las fechas son correctas. 
Poscondiciones - 
Salida Datos en formato JSON para que la gráfica pueda 
mostrar la información correspondiente a los 
parámetros. 
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4.3.5 Caso de uso: Autenticación 
 
Operación 
Autenticación 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre identificación 
Responsabilidades Autentica al administrador en sesión para poder continuar con la 
petición. 
Caso de uso Autenticación 
Excepciones El administrador ya está autenticado. 
Precondiciones Se realiza cualquier petic ión en administración y no está 
autenticado. 
Poscondiciones El administrador está autenticado. 
Salida - 
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4.3.6 Caso de uso: Listado de gráficas 
 
Operación 
Listado de gráficas 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre l ista_operaciones 
Responsabilidades Muestra un listado de las gráf icas configuradas sobre el tipo 
indicado. 
Caso de uso Listado de gráficas 
Excepciones - 
Precondiciones Administrador autenticado. 
Poscondiciones - 
Salida Listado de gráficas configuradas sobre el tipo indicado. 
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4.3.7 Caso de uso: Alta de gráfica 
 
Operación 
Alta de gráf ica 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre alta_gráfica 
Responsabilidades Guarda en memoria los datos de la gráfica nueva. 
Caso de uso Alta de gráf ica 
Excepciones - 
Precondiciones Administrador autenticado. 
Poscondiciones La gráfica se guarda en memoria. 
Salida Si datos no válidos, indica campos incorrectos. 
Nombre confirma_alta 
Responsabilidades Guarda la nueva gráfica. 
Caso de uso Alta de gráf ica 
Excepciones - 
Precondiciones Administrador autenticado. 
Gráf ica guardada en memoria (operación alta_gráf ica) 
Poscondiciones Nueva gráfica guardada. 
Salida Caso de uso Listado de gráficas 
 
  
Memoria PFC - Alberto A. Ramírez Ochoa 
 - 62 - 
4.3.8 Caso de uso: Edición de gráfica 
 
Operación 
Edic ión de gráf ica 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre edición_gráfica 
Responsabilidades Guarda en memoria los datos de la gráf ica con añadiendo 
los nuevos datos. 
Caso de uso Edic ión de gráf ica 
Excepciones - 
Precondiciones Administrador autenticado. 
La gráfica existe. 
Los datos son correctos. 
Poscondiciones La gráfica se guarda en memoria. 
Salida Si datos no válidos, indica campos incorrectos. 
Nombre confirma_edición 
Responsabilidades Guarda los nuevos datos de la gráfica. 
Caso de uso Alta de gráf ica 
Excepciones - 
Precondiciones Administrador autenticado. 
Gráf ica guardada en memoria (operación edición_gráfica) 
Poscondiciones Nueva datos de gráfica guardados. 
Salida Caso de uso Listado de gráficas 
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4.3.9 Caso de uso: Eliminar gráfica 
 
Operación 
Eliminar gráf ica 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre el iminar_gráfica 
Responsabilidades Eliminar la gráfica indicada. 
Caso de uso Eliminar gráf ica 
Excepciones - 
Precondiciones Administrador autenticado. 
La gráfica existe. 
Poscondiciones La gráfica ha sido el iminada. 
Salida Caso de uso Listado de gráficas 
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4.3.10 Caso de uso: Cambiar orden de gráfica 
 
Operación 
Cambiar orden de gráf ica 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre cambiar_orden 
Responsabilidades Cambia la ordenación de las gráf icas de un tipo, a la hora de 
mostrarse al usuario. 
Caso de uso Cambiar orden de gráf ica 
Excepciones - 
Precondiciones Administrador autenticado. 
#elementos en orden = #gráficas de ese t ipo 
Poscondiciones Nuevo orden configurado. 
Salida - 
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4.3.11 Caso de uso: Visibilidad de gráfica 
 
Operación 
Visibil idad de gráfica 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre visibi l idad 
Responsabilidades Cambia la visibil idad de la gráfica seleccionada según el booleano 
indicado. 
Caso de uso Visibil idad de gráfica 
Excepciones - 
Precondiciones Administrador autenticado. 
La gráfica existe. 
Poscondiciones Nueva visibi l idad configurada. 
Salida - 
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4.3.12 Caso de uso: Previsualización 
 
Operación 
Previsual ización 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre previsualización 
Responsabilidades Genera una gráfica con los datos de una nueva gráfica o una 
gráfica editada. 
Caso de uso Previsual ización 
Excepciones - 
Precondiciones Administrador autenticado. 
Gráf ica cargada en memoria previamente (operaciones alta_gráfica 
o edic ión_gráfica). 
Parámetro válido.  
Poscondiciones - 
Salida Gráfica tal y como la vería el usuario en caso de existir. 
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4.3.13 Caso de uso: Mostrar mensaje 
 
Operación 
Mostrar mensaje 
Diagrama de secuencia 
 
 
 
Contrato de las operaciones 
Nombre mostrar_mensaje 
Responsabilidades Muestra un mensaje al administrador en caso de no cumplirse 
alguna precondición de los casos de uso anteriores. 
Caso de uso Mostrar mensaje 
Excepciones En caso de uso Búsqueda no se util iza. 
Precondiciones Se ha roto alguna precondición; o ha habido algún error en el 
sistema 
Poscondiciones - 
Salida Mensaje al usuario/administrador indicando del problema con un 
mensaje. 
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5 DISEÑO 
 
En la fase de Especificación, se ha explicado con detalle qué es lo que tiene que hacer el sistema. 
A continuación, en la fase de Diseño, detallaremos y refinaremos la especificación para obtener 
un diseño, y así describir cómo se realizarán las funcionalidades que se han especificado. 
 
El diseño siempre va ligado a la arquitectura y a las tecnologías que se van a utilizar. Por lo 
tanto, una vez acabada esta fase, se tendrá toda la información necesaria para desarrollar e 
implementar LISPmon. 
 
5.1 Arquitectura a 3 capas 
 
Se ha escogido una arquitectura separada en capas, más concretamente, se utilizará la 
arquitectura en 3 capas (presentación, negocio y datos). Ésta es una especialización de la 
arquitectura Cliente-Servidor donde la carga se divide en tres capas con un reparto claro de 
funciones. Una capa solamente tiene relación con la siguiente. 
 
El objetivo primordial de implementar este diseño es el de separar la lógica de negocios de la 
lógica de diseño. Al separar la arquitectura en capas, mejora la escalabilidad, ayuda a localizar 
errores y es mucho más fácil añadir modificaciones o ampliaciones. La separación de roles en 
tres capas hace más fácil reemplazar o modificar una capa sin afectar al resto. 
 
Con la arquitectura de tres capas, la interfaz del cliente no es necesaria para comprender o 
comunicarse con el receptor de los datos. Por lo tanto, esa estructura de los datos puede ser 
modificada sin cambiar la interfaz del usuario en la PC. 
 
El código de la capa intermedia puede ser reutilizado por múltiples aplicaciones si está 
diseñado en formato modular. 
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Fig. 5.1: Arquitectura a 3 capas 
 
Capa de presentación 
También llamada 'capa de usuario', es la capa con la que interaccionará el usuario. El usuario 
comunicará los eventos al sistema a través de esta capa; a su vez, ésta captura la información 
introducida, pudiendo hacer comprobaciones simples (formatos, campos vacíos, etc.). Esta capa 
se comunica con la capa de negocio. En definitiva, la capa de presentación es, comúnmente, la 
interfaz gráfica, la cual debe ser lo más intuitiva y fácil de manejar posible. 
 
Capa de negocio 
Recibe las peticiones del usuario a través de la capa de presentación. Contiene toda la lógica del 
negocio, es decir, procesa todas las peticiones, y presenta los resultados, comunicándolos de 
nuevo a la capa de presentación. También se comunica con la capa de datos, a la cual solicita 
todos los datos que necesite recuperar, o aquellos que necesite almacenar. 
 
Capa de datos 
Permite a la capa de negocio ignorar dónde se encuentran los datos. Se encarga de la gestión de 
acceso a éstos: almacenamiento, recuperación, eliminación; y sus funciones dependen del 
sistema gestor de bases de datos que se utilice. 
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5.2 Patrones de diseño 
 
Un patrón de diseño [14] es el esquema para una solución a un problema de diseño. Para que 
una solución sea considerada un patrón debe poseer ciertas características.  Brindan una 
solución ya probada y documentada a problemas de desarrollo de software que están sujetos a 
contextos similares. 
 
5.2.1 Modelo-Vista-Controlador (MVC) 
 
Modelo-Vista-Controlador es un patrón de diseño de arquitectura de software que está 
asociado a la idea de 3 capas, separando los datos de la aplicación, la interfaz de usuario, y la 
lógica de control, aunque su objetivo es aún más fino. El mismo se centra en la secuencia de 
ejecución, desde que se produce un evento en la capa de presentación hasta que el mismo es 
atendido en forma completa.  
 
La vista es la página HTML que se devuelve, y el código que provee de datos dinámicos a la 
página; el modelo es el Sistema de Gestión de Base de Datos y la Lógica de negocio; y el 
controlador es el responsable de recibir los eventos de entrada desde la vista. 
 
Controlador
Modelo Vista
Estación de trabajo
Solicitud
(HTTP, etc.)
Respuesta
(HTML, JSON, 
etc.)
 
Fig. 5.2: Patrón MVC aplicado 
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Las partes que componen a este patrón son: 
 
Modelo 
Es la representación específica de la información con la cual se opera, se asocia a las entidades 
de negocio. En el Modelo se crean todos los objetos que el sistema necesita y los recursos 
necesarios. En nuestro caso serán clases Java. 
 
Vista 
Se encarga de presentar la interfaz al usuario. En esta aplicación es código HTML generado por 
JSP (JavaServer Pages, más información en secciones 5.3.2.3 y 6.1.1.2). Puede contener 
operaciones básicas simples como condiciones, bucles, etc. 
 
Controlador 
Responde a los eventos recibidos por la Vista, invocando peticiones al Modelo, el cual devuelve 
las respuestas. En nuestro caso serán Servlets (más información en secciones 5.3.2.3 y 6.1.1.1.). 
 
5.3 ENTORNO TECNOLÓGICO 
 
A continuación detallaremos el entorno tecnológico, tanto hardware como software, necesario 
para el desarrollo de proyecto y la utilización del producto final. 
 
5.3.1 Hardware 
 
Los requisitos mínimos hardware para el desarrollo del proyecto y su utilización como usuario 
no son elevados: 
 
 Procesador a1Ghz. 
 Memoria RAM 
 Conexión a red local e internet. 
 Periféricos habituales: pantalla, teclado y ratón. 
 
Como servidor de desarrollo, se utilizará el mismo ordenador. 
Como servidor de explotación, el propio cliente lo escogerá, pero sus requisitos no han de ser 
muy elevados respecto a los comentados recientemente. 
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También se necesitará de un servidor para el control de versiones (SVN). La propia facultad 
facilita uno; y en este caso, el cliente nos facilita otro. Usaremos uno de los dos indistintamente. 
 
5.3.2 Software 
 
El software que se utilizará para la realización de este proyecto (tanto a nivel de construcción de 
código como de memoria), son los siguientes: 
 
5.3.2.1 Entorno de desarrollo: Eclipse Mylyn 
 
Eclipse es un entorno de desarrollo integrado  de código abierto multiplataforma para 
desarrollar lo que el proyecto llama "Aplicaciones de 
Cliente Enriquecido", opuesto a las aplicaciones 
"Cliente-liviano" basadas en navegadores. Esta 
plataforma, típicamente ha sido usada para desarrollar 
entornos de desarrollo integrados (del inglés IDE – 
Integrated Development Environment), como el IDE de 
Java llamado Java Development Toolkit (JDT) y el 
compilador (ECJ) que se entrega como parte de Eclipse 
(y que son usados también para desarrollar el mismo 
Eclipse).  
 
 
Además nos permite agregar módulos que nos amplían las funcionalidades y facilitan el 
desarrollo, tales como el control de versiones Subversion. 
 
Como alternativa directa se encuentra el IDE NetBeans, de Oracle. El motivo de escoger Eclipse 
como IDE ha sido la experiencia previa con este entorno de desarrollo. 
 
5.3.2.2 Control de versiones: SVN 1.6.5 
 
El control de versiones se realiza principalmente en la industria informática para controlar las 
distintas versiones del código fuente. Sin embargo, los mismos conceptos son aplicables a otros 
ámbitos como documentos, imágenes, sitios web, etcétera. 
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El control de versiones nos permite controlar distintas versiones del código fuente en el tiempo, 
sin perder ningún dato. El control de versiones posee las siguientes características: 
 
 Sistema para gestionar y almacenar todos los elementos del proyecto. 
 Ofrece la posibilidad de realizar cambios sobre los elementos almacenados 
 Contiene un registro histórico de las acciones realizadas con cada elemento o conjunto 
de elementos, el autor de los cambios, fecha y comentarios. 
 
 
 
En nuestro caso, Subversion será nuestro sistema de control de versiones. Es software libre bajo 
licencia de Apache/BSD. Una característica importante de Subversion es que todo el repositorio 
tiene un número de versión con el que se identifica un estado común de todos los elementos del 
repositorio. 
 
Como alternativas existen CVS, SourceSafe, ClearCase, Darcs, Bazaar, entre mucho más. El 
motivo de haber escogido Subversion ha sido debido a la experiencia previa con esta tecnología.  
 
5.3.2.3 Servidor web: Apache Tomcat 6 
 
 
Apache Tomcat es un contenedor de servlets desarrollado por Apache 
Software Foundation. Tomcat implementa las especificaciones de servlet 
y Java Server Page (JSP) de Sun Microsystems, proporcionando un 
entorno para el código Java a ejecutar en combinación con el servidor web Apache. 
 
Al haber sido escrito en Java, funciona en cualquier sistema operativo que disponga de la 
máquina virtual Java (Windows, Unix, ...). 
 
Como contenedor Java alternativo se encuentra Jetty. El motivo de haber escogido Tomcat ha 
sido por su fácil y rápida integración con el entorno de desarrollo Eclipse. 
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5.3.2.4 Compilación y construcción: Apache Ant 
 
Apache Ant es una herramienta usada en programación para la 
realización de tareas mecánicas y repetitivas, normalmente durante la 
fase de compilación y construcción (build). Es similar al cásico Make, 
pero desarrollado en lenguaje Java y requiere la plataforma Java. 
 
Esta herramienta, hecha en el lenguaje de programación Java, tiene la ventaja de no depender 
de las órdenes del shell de cada sistema operativo, sino que se basa en archivos de 
configuración XML y clases Java para la realización de las distintas tareas, siendo idónea como 
solución multi-plataforma. 
 
Como alternativa para compilar y construir el proyecto se consideró la creación de un 
script/batch, pero Apache Ant nos ofrece esa portabilidad y código elegante (fácil de entender y 
rápido de escribir) que hizo que fuera la mejor opción. 
 
5.3.2.5 Base de datos: PostgreSQL 8.4 + pgAdminIII 
 
 
 
 
PostgreSQL es un sistema de gestión de base de datos relacional 
orientada a objetos y libre, publicado bajo la licencia  BSD. 
 
Características de PostgreSQL: 
 Alta concurrencia: Mediante un sistema denominado MVCC (Acceso concurrente 
multiversión, por sus siglas en inglés) PostgreSQL permite que mientras un proceso 
escribe en una tabla, otros accedan a la misma tabla sin necesidad de bloqueos. 
 Amplia variedad de tipos nativos: Números de precisión arbitraria, texto de largo 
ilimitado ,figuras geométricas, direcciones IP (IPv4 e IPv6), bloques de direcciones 
estilo CIDR, direcciones MAC, Arrays. 
 Claves ajenas: también denominadas Llaves ajenas o Claves Foráneas (foreign keys). 
 Disparadores (triggers): Un disparador o trigger se define en una acción específica 
basada en algo ocurrente dentro de la base de datos. 
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Como herramienta visual para la gestión de postgreSQL, se ha decidió utilizar la que incluye en 
su paquete: pgAdminIII; con la que se puede visualizar, editar, agregar y eliminar información 
de forma cómoda para el usuario (más información en sección 6.1.2). 
 
La alternativa directa de PostgreSQL es MySQL. Hay dos motivos por los que se escogió 
PostgreSQL; la primera, por poseer experiencia previa; y la segunda, por su fácil manejo y 
almacenamiento sobre el tipo de datos IPv4 e IPv6, característica clave para el desarrollo. 
 
5.3.2.6 jQuery 
 
jQuery [5] es una librería Javascript, con la que simplificamos la manera de 
interactuar con los documentos HTML, manipular los objetos DOM, manejar 
eventos, ... jQuery es software libre y de código abierto. 
 
En LISPmon se utiliza para las selecciones de fechas y para el ordenamiento de gráficas. 
 
Existen otras alternativas en librerías Javascript, tal como The Dojo Toolkit, pero se optó por 
jQuery debido a su mayor extensión en la comunidad de desarrolladores. 
 
5.3.2.7 Google Visualization 
 
Uno de los componentes más importante de LISPmon. La API Visualization de Google [2] 
permite visualizar información estructurada eligiendo entre una gran variedad de 
visualizaciones. Permite cargar en sus visualizaciones, los datos almacenados en cualquier 
fuente de datos accesible desde internet, 
siempre y cuando cumplan el formato. De este 
modo se pueden crear  informes y cuadros de 
mando, así como analizar y mostrar los datos a 
través de la gran cantidad de aplicaciones de 
visualización disponibles. La API Visualization 
de Google proporciona también una plataforma, 
de código abierto, en la que se puede utilizar 
para crear, compartir y reutilizar 
visualizaciones. 
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5.3.2.8 Ofimática 
 
Microsoft Office 
Microsoft Office es una suite ofimática, compuesta por 
aplicaciones de procesamiento de textos, plantilla de 
cálculo, programa para presentaciones, etc. Fue 
desarrollada por la empresa Microsoft. Funciona bajo 
plataformas operativas Microsoft Windows y Apple Mac 
OS. Del paquete Microsoft Office, se han utilizado para el 
desarrollo de este proyecto (con licencia gratuita de 
estudiante de la FIB): 
 
 Microsoft Office Word: Procesador de textos. 
 Microsoft Office PowerPoint: Desarrollo y despliegue de presentaciones visuales. 
 Microsoft Project: Gestión de proyectos. 
 Microsoft Visio: Realización de esquemas. 
 
Violet UML 
 
Violet UML es un editor gráfico UML gratuito con el que se han elaborado los diagramas de los 
casos de uso. Es de apariencia sencilla, y es muy fácil de utilizar, sobretodo rápido. 
 
Web Sequence Diagrams 
Para el desarrollo de los diagramas de secuencia de los casos de uso, se ha utilizado la 
herramienta gratuita de WebSequenceDiagrams.com [15]. 
 
 
 
Es un editor de texto, cuya información introducida se traduce posteriormente en el gráfico 
deseado. 
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5.4 DISEÑO DE LA INTERFAZ 
 
Como se ha comentado anteriormente, la capa de presentación equivale a la interfaz gráfica del 
usuario. Esta capa se encargará de generar, mostrar y controlar la información, menús, 
formularios, etc.  
 
A la hora de diseñar la interfaz, tendremos en cuenta los siguientes puntos: 
 
 Será clara y simple, tendiendo a un diseño minimalista. 
 El usuario podrá navegar a cualquier pantalla posible a través de la pantalla del 
momento. 
 Se ha de ofrecer una interfaz que permita no cansar al usuario, es decir, que pueda 
realizar la acción que desea en el menor número de pasos posibles. 
 Se informará de forma clara al usuario de los errores que se produzcan, no un simple 
volcado de información del error. 
 Todo el código devuelto será HTML, exceptuando la información que cargue una 
gráfica, que seguirá el formato JSON (soportado en Javascript). 
 Trabajar siempre con la misma codificación de texto: UTF-8. Las fechas seguirán el 
formato inglés: YYYY-MM-DD. 
 
5.4.1 Diagrama de pantallas 
 
A continuación, se muestra un diagrama del flujo de pantallas tanto en la visualización como en 
la administración. Al funcionar gran parte de la interfaz con AJAX, se mostrará con una línea 
continua los cambios de pantalla completos (cambio de página/recarga de página); y con una 
línea discontinua cuando se cargue información dinámicamente con AJAX. 
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Visualización 
 
 
Fig. 5.3: Flujo de pantallas de visualización 
 
 
Administración 
 
 
Fig. 5.4: Flujo de pantallas de administración 
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5.4.2 Diseño interno 
 
El diseño interno determinará los eventos que el usuario active. Muchas peticiones se limitan a 
esperar el código 200 de HTTP, que indica que todo ha ido bien; cualquier otro código mostrará 
un error determinado. 
 
Para los códigos 200 que esperen datos, y para los códigos de error, tendremos en cuenta ciertos 
tipos de estructuras. A continuación detallamos estas estructuras de datos que se requerirán al 
solicitar información vía AJAX: 
 
5.4.2.1 Recuperar datos de gráfica 
 
Se requiere de una estructura en JSON. JSON, acrónimo de JavaScript Object Notation, es un 
formato ligero para el intercambio de datos. JSON es un subconjunto de la notación literal de 
objetos de JavaScript que no requiere el uso de XML. La simplicidad de JSON ha dado lugar a la 
generalización de su uso, especialmente como alternativa a XML en AJAX. 
 
Contiene 3 elementos principales: cols, rows y p.  
 
 cols estará formado por una serie de elementos constituidos por: id, label, type. Mínimo 
tendrá 2 de estos elementos, el primero para indicar la conocida dimensión X, el 
segundo para Y, y los siguientes para otros parámetros. 
 rows estará formado por elementos c, que a su vez tienen elementos constituidos por v y 
f. Las filas representan los valores. 
 p siempre será nulo. 
 
Ejemplo con la gráfica tipo Annotated Time Line, este es el JSON: 
 
 
{"cols":[ 
 {"id":"","label":"Date","pattern":"","type":"date"}, 
 {"id":"","label":"Sold Pencils","pattern":"","type":"number"}, 
 {"id":"","label":"title1","pattern":"","type":"string"}, 
 {"id":"","label":"text1","pattern":"","type":"string"}, 
 {"id":"","label":"Sold Pens","pattern":"","type":"number"}, 
 {"id":"","label":"title2","pattern":"","type":"string"}, 
 {"id":"","label":"text2","pattern":"","type":"string"} 
 ], 
"rows":[ 
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 {"c":[ 
  {"v":"Date(2008, 1, 1)","f":null}, 
  {"v":30000,"f":null}, 
  {"v":null,"f":null}, 
  {"v":null,"f":null}, 
  {"v":40645,"f":null}, 
  {"v":null,"f":null}, 
  {"v":null,"f":null} 
 ]}, 
 {"c":[ 
  {"v":"Date(2008, 1, 2)","f":null}, 
  {"v":14045,"f":null}, 
  {"v":null,"f":null}, 
  {"v":null,"f":null}, 
  {"v":20374,"f":null}, 
  {"v":null,"f":null}, 
  {"v":null,"f":null} 
 ]}], 
"p":null} 
 
Cod. fuente 5.1: Ejemplo código JSON para cargar datos en gráfica de Google Visualization. 
 
Quedando como resultado una gráfica así: 
 
 
Cod. fuente 5.2: Gráfica resultante cargando los datos del JSON anterior. 
 
5.4.2.2 Recuperar información de gráfica 
 
Cuando el administrador quiera editar una gráfica, la información de ésta se cargará mediante 
AJAX, y también seguirá el formato JSON, con los elementos: title, description, chartTypeName, 
chartTypeId, chartTypeDescription, data, dimX, dimY, fromDate, toDate, dateField. 
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Quedando una estructura así: 
 
 
{ 
 title:"value",  
 description:"value", 
 chartTypeName:"value", 
 chartTypeId:"value", 
 chartTypeDescription:"value", 
 data:"value", 
 dimX:"value", 
 dimY:"value", 
 fromDate:"value", 
 toDate:"value", 
 dateField:"value" 
} 
 
Cod. fuente 5.3: Datos en JSON con información sobre gráfica para editar. 
 
5.4.2.3 Errores 
 
Los errores se devuelven con código HTML, concretamente dentro del tag UL.  
 
Por ejemplo: 
 
 
<ul> 
 <li>Field "Title" is required</li> 
 <li>Field "Data query" is required</li> 
 <li>Field "Dimension X" is required</li> 
 <li>Field "Dimension Y" is required</li> 
 <li>Field "Date field" is required</li> 
</ul> 
 
Cod. fuente 5.4: Ejemplo de código de mensaje de error 
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Para visualizar: 
 
 
Fig. 5.5: Mensaje de error mostrado ante cualquier incidencia. 
 
5.4.2.4 Previsualización 
 
No funciona con AJAX (sólo la parte de carga de datos), pero al ser información dinámica se 
detallará. 
 
Para realizar las previsualizaciones de altas y ediciones de gráficas, se utiliza el tag de IFRAME. 
Se trata de un típico marco de navegación, en el cual se modifica a conveniencia el contenido 
(siempre seguro). 
 
 
Fig. 5.6: Ejemplo de pantalla de previsualización 
 
5.5 DISEÑO DE LA LÓGICA DE NEGOCIO 
 
Para poder realizar el diseño de la capa de la lógica de negocio, tenemos que partir del modelo 
conceptual creado en la especificación. 
Memoria PFC - Alberto A. Ramírez Ochoa 
 - 84 - 
 
A partir de este modelo de clases, se debe transformar en un modelo de clases de diseño. Para 
poder realizar esta transformación, se debe tener en cuenta el tipo de tecnología que se utilizará 
y que se trata de un proyecto orientado a objetos.  
 
El modelo conceptual inicial tendrá unas limitaciones que se han de solucionar. Todo este 
proceso de adaptación del modelo conceptual lógico al modelo conceptual  de diseño se llama 
Normalización. 
 
Surgen también nuevas clases, utilizadas para validaciones y generación de datos JSON.  
 
 
Fig. 5.7: Modelo conceptual de diseño 
 
5.6 DISEÑO DE LA GESTIÓN DE DATOS 
 
5.6.1 Diseño lógico de la base de datos 
 
A continuación realizaremos el modelo lógico relacional. Es parecido al modelo conceptual y se 
basa en disponer de entidades y relaciones entre éstas. Su idea es el uso de relaciones, las cuales 
podrían considerarse en forma lógica como conjuntos de datos. 
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Hemos de tener en cuenta que ya existe parte de la base de datos, y que cierta información que 
se puede visualizar en el modelo conceptual ya está implementada físicamente. La única 
información que tenemos que añadir es la referente a las gráficas, así que en el modelo 
relacional nos centraremos sólo en ellas. 
 
Podemos ver el modelo conceptual referente a las gráficas: 
 
 
Fig. 5.8: Modelo conceptual referente a gráficas 
 
Para obtener el modelo relacional se han de seguir los siguientes pasos: 
 
 Cada entidad se transforma en una tabla y los atributos de dicha entidad en atributos 
de la tabla. 
 Las relaciones de varios a varios se transforman en tablas cuya clave estará formada por 
la clave primaria de las entidades relacionadas.  
 Las relaciones de uno a varios propagan la clave principal de la entidad cuya 
cardinalidad es uno a la entidad de cardinalidad n. 
 
Así obtenemos el siguiente diseño: 
 
 ChartType (chartTypeId, chartClass, chartName, description, dimensions, 
chartPackage, colType, rowType, dateFormat, zoomEnabled) 
 ChartAdm (chartId, title, description, chartTypeId, description, type, visible, 
chartOrder, data, dimX, dimY, fromDate, toDate, dateField)  
 
Los atributos subrayados con línea continua identifican al objeto con la clave primaria, por lo 
tanto no se puede repetir. El atributo marcado con una línea discontinua identifica a un objeto 
referenciado, la clave foránea, e identifica la clave primaria de otro objeto. 
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5.6.2 Diseño físico de la base de datos 
 
Como ya hemos dicho, se utilizará una base de datos relacional ya existente, la que recoge el 
histórico de LISPmon. 
 
Utilizaremos el diseño lógico para generar el diseño físico. Como ya existe la gran parte de la 
base de datos, que es de dónde se extraerá la parte de la información sobre EID, RLOC, AS, y 
los datos de sus respectivas gráficas, sólo hace falta añadir las tablas respectivas para la 
administración. 
 
A continuación se muestra el diseño físico de la base de datos, es decir, la creación de las tablas 
con sus respectivas claves primarias, foráneas y restricciones: 
 
 
CREATE TABLE chart_adm 
( 
  chart_id integer NOT NULL, 
  title character varying(255) NOT NULL, 
  description character varying(255), 
  chart_type_id character varying(255) NOT NULL, 
  "type" character varying(10) NOT NULL, 
  visible boolean NOT NULL, 
  chart_order integer, 
  data character varying(511) NOT NULL, 
  dim_x character varying(255), 
  dim_y character varying(255), 
  from_date timestamp without time zone, 
  to_date timestamp without time zone, 
  date_field character varying(255), 
  CONSTRAINT chart_adm_pkey PRIMARY KEY (chart_id), 
  CONSTRAINT chart_type_id FOREIGN KEY (chart_type_id) 
      REFERENCES chart_type (chart_type_id) MATCH SIMPLE 
      ON UPDATE NO ACTION ON DELETE NO ACTION, 
  CONSTRAINT "TypeSearh" CHECK (type::text = 'EID'::text OR type::text = 'RLOC'::text OR type::text = 
'AS'::text) 
) 
 
CREATE TABLE chart_type 
( 
  chart_type_id character varying(255) NOT NULL, 
  chart_class character varying(255) NOT NULL, 
  chart_name character varying(255), 
  description character varying, 
  dimensions smallint NOT NULL, 
  chart_package character varying(255) NOT NULL, 
  col_type character varying(255) NOT NULL, 
  row_type character varying(255) NOT NULL, 
  date_format character varying(255) NOT NULL, 
  zoom_enabled boolean DEFAULT false, 
  CONSTRAINT chart_type_pkey PRIMARY KEY (chart_type_id) 
) 
 
Cod. fuente 5.5: Código SQL de creación de tablas de gráficas 
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5.6.2.1 Esquema físico de la base de datos 
 
El esquema físico resultante de la base de datos es el siguiente (con el esquema anterior de 
LISPmon). 
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Fig. 5.9: Esquema físico de la base de datos 
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6 IMPLEMENTACIÓN 
 
En esta etapa se toman las decisiones de desarrollo de las funcionalidades que debe ofrecer el 
sistema al usuario, tales como la tecnología utilizada y la implementación de las clases. Además 
se explicarán partes de implementación de las 3 capas de la arquitectura. 
 
6.1 TECNOLOGÍA Y LENGUAJES DE PROGRAMACIÓN 
6.1.1 J2EE 
 
Se ha elegido Java (J2EE) como lenguaje de programación para el desarrollo de la solución. 
Entre los motivos principales por esta elección, destacan: 
 
 Experiencia previa en desarrollo de aplicaciones Java (aunque no con servlets y JSP) 
durante la etapa universitaria y en el mundo laboral. 
 Es utilizado por una gran mayoría de corporaciones. 
 Existen muchas librerías con soluciones a problemas disponibles, foros de ayuda, etc. 
 Es multiplataforma y puede ser ejecutado en cualquier máquina que tenga una JVM. 
 
Java Platform, Enterprise Edition o Java EE, es una plataforma 
de programación para desarrollar y ejecutar software de 
aplicaciones en el lenguaje de programación Java con una 
arquitectura distribuida  de N niveles, basándose ampliamente 
en componentes de software modulares ejecutándose sobre un 
servidor de aplicaciones, en nuestro caso, como comentamos 
anteriormente, sobre Apache Tomcat. 
 
Java es un lenguaje de programación orientado a objetos, 
desarrollado por Sun Microsystems a principios de los años 90. 
El lenguaje en sí mismo toma mucha de su sintaxis de C y C++, 
pero tiene un modelo de objetos más simple y elimina 
herramientas de bajo nivel, que suelen inducir a muchos 
errores, como la manipulación directa de punteros o memoria. 
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Entre diciembre de 2006 y mayo de 2007, Sun Microsystems liberó la mayor parte de sus 
tecnologías Java bajo la licencia GNU GPL, de acuerdo con las especificaciones del Java 
Community Process, de tal forma que prácticamente todo el Java de Sun es ahora software libre. 
 
Algunas de las características principales más importantes de este lenguaje son: 
 
Lenguaje simple 
Java posee una curva de aprendizaje muy rápida. Resulta relativamente sencillo escribir clases 
interesantes desde el principio. Todos aquellos familiarizados con C++ encontrarán que Java es 
más sencillo, ya que se han eliminado ciertas características, como los punteros. Debido a su 
semejanza con C y C++, y dado que la mayoría de la gente los conoce aunque sea de forma 
elemental, resulta muy fácil aprender Java. Los programadores experimentados en C++ pueden 
migrar muy rápidamente a Java y ser productivos en poco tiempo. 
 
Orientado a objetos 
Java fue diseñado como un lenguaje orientado a objetos desde el principio. Los objetos agrupan 
en estructuras encapsuladas tanto sus datos como los métodos (o funciones) que manipulan 
esos datos. La tendencia del futuro, a la que Java se suma, apunta hacia la programación 
orientada a objetos, especialmente en entornos cada vez más complejos y basados en red. 
 
Distribuido  
Java proporciona una colección de clases para su uso en aplicaciones de red, que permiten abrir 
sockets y establecer y aceptar conexiones con servidores o clientes remotos, facilitando así la 
creación de aplicaciones distribuidas. 
 
Multiplataforma 
Java está diseñado para soportar aplicaciones que serán ejecutadas en los más variados entornos 
de red, desde Unix a Windows NT, pasando por Mac y estaciones de trabajo, sobre 
arquitecturas distintas y con sistemas operativos diversos. Para acomodar requisitos de 
ejecución tan variopintos, el compilador de Java genera bytecodes: un formato intermedio 
indiferente a la arquitectura diseñada para transportar el código eficientemente a múltiples 
plataformas hardware y software. El resto de problemas los soluciona el intérprete de Java. 
 
Portable 
La indiferencia a la arquitectura representa sólo una parte de su portabilidad. Además, Java 
especifica los tamaños de sus tipos de datos básicos y el comportamiento de sus operadores 
aritméticos, de manera que los programas son iguales en todas las plataformas. 
Estas dos últimas características se conocen como la Máquina Virtual Java (JVM). 
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Multihilo 
Hoy en día ya se ven como terriblemente limitadas las aplicaciones que sólo pueden ejecutar 
una acción a la vez. Java soporta sincronización de múltiples hilos de ejecución (multithreading) 
a nivel de lenguaje, especialmente útiles en la creación de aplicaciones de red distribuidas.  
 
Dinámico 
El lenguaje Java y su sistema de ejecución en tiempo real son dinámicos en la fase de enlazado. 
Las clases sólo se enlazan a medida que son necesitadas. Se pueden enlazar nuevos módulos de 
código bajo demanda, procedente de fuentes muy variadas, incluso desde la Red. 
 
A parte del propio lenguaje de programación Java, se han utilizado algunas API/tecnologías 
pertenecientes a la plataforma Java EE, para poder cubrir las funcionalidades implementadas. 
 
6.1.1.1 Java Servlet 
 
Un Servlet [8] es un objeto J2EE que corre dentro del contexto de un contenedor de Servlets y 
extienden su funcionalidad, en nuestro caso Tomcat. El uso más común, y el que le daremos 
nosotros, es generar páginas web de forma dinámica a partir de los parámetros de la petición 
que reciba del navegador web. El contenido normalmente es HTML, pero puede ser cualquier 
otro tipo como XML. 
 
 
Fig. 6.1: Ciclo de vida de un Servlet 
 
El ciclo de vida de un Servlet se divide en los siguientes puntos: 
 
1. El cliente solicita una petición a un servidor vía URL. 
Memoria PFC - Alberto A. Ramírez Ochoa 
 - 92 - 
2. El servidor recibe la petición. 
1. Si es la primera, se utiliza el motor de Servlets para cargarlo y se llama al 
método init(). 
2. Si ya está iniciado, cualquier petición se convierte en un nuevo hilo. Un Servlet 
puede manejar múltiples peticiones de clientes. 
3. Se llama al método service() para procesar la petición devolviendo el resultado al 
cliente. 
4. Cuando se apaga el motor de un Servlet se llama al método destroy(), que lo destruye y 
libera los recursos abiertos. 
 
 
6.1.1.2 JavaServer Page (JSP) 
 
JavaServer Pages (JSP) [9] es una tecnología Java que permite generar contenido dinámico para 
web, en forma de documentos HTML, XML o de otro tipo, desarrollada por la compañía Sun 
Microsystems. 
 
Las JSP permiten la utilización de código Java mediante scripts. Además, es posible utilizar 
algunas acciones JSP predefinidas mediante etiquetas. Estas etiquetas pueden ser enriquecidas 
mediante la utilización de Bibliotecas de Etiquetas (TagLibs o Tag Libraries) externas e incluso 
personalizadas. 
 
JSP puede considerarse como una manera alternativa, y simplificada, de construir Servlets. Es 
por ello que una página JSP puede hacer todo lo que un Servlet puede hacer, y viceversa. Cada 
versión de la especificación de JSP está fuertemente vinculada a una versión en particular de la 
especificación de Servlets. 
 
El funcionamiento general de la tecnología JSP es que el Servidor de Aplicaciones interpreta el 
código contenido en la página JSP para construir el código Java del Servlet a generar. Este 
Servlet será el que genere el documento (típicamente HTML) que se presentará en la pantalla 
del Navegador del usuario. 
 
El ciclo de vida de un JSP es igual al del Servlet en que se transforma, añadiendo el paso de 
transformación a Servlet. 
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6.1.1.3 JavaServer Pages Standard Tag Library (JSTL) 
 
Como se ha comentado al hablar de los JSP, se pueden utilizar librerías externas para extender 
el lenguaje de etiquetas para la programación del mismo. 
 
La tecnología JavaServer Pages Standard Tag Library (JSTL) es un componente de Java EE. 
Extiende las ya conocidas JavaServer Pages (JSP) proporcionando cuatro bibliotecas de 
etiquetas (Tag Libraries) con utilidades ampliamente utilizadas en el desarrollo de páginas web 
dinámicas. 
 
Estas bibliotecas de etiquetas extienden de la especificación de JSP (la cual a su vez extiende de 
la especificación de Servlet). Su API nos permite además desarrollar nuestras propias 
bibliotecas de etiquetas. 
 
Las bibliotecas englobadas en JSTL son: 
 
 core, iteraciones, condicionales, manipulación de URL y otras funciones generales. 
 xml, para la manipulación de XML y para XML-Transformation. 
 sql, para gestionar conexiones a bases de datos. 
 fmt, para la internacionalización y formateo de las cadenas de caracteres como cifras. 
 
Por ejemplo, un código escrito en una JSP: 
 
 
<%@ page import="com.ktaylor.model.AddressVO, java.util.*"%> 
 
 <p><h1>Customer Names</h1></p> 
 <% 
 List addresses = (List)request.getAttribute("addresses"); 
 Iterator addressIter = addresses.iterator(); 
  while(addressIter.hasNext()) { 
    AddressVO address = (AddressVO)addressIter.next(); 
    if((null != address) && 
    (null != address.getLastName()) && 
    (address.getLastName().length() > 0)) { 
 %> 
    <%=address.getLastName()%><br/> 
 <% 
    } 
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    else { 
 %> 
    N/A<br/> 
 <% 
    } 
 } 
 %> 
 <p><h5>Last Updated on: <%=new Date()%></h5></p> 
 
Cod. fuente 6.1: Código utilizando JSP 
 
 
En código JSTL sería así: 
 
 
<p><h1>Customer Names</h1></p> 
<c:forEach items="${addresses}" var="address"> 
  <c:choose> 
     <c:when test="${not empty address.lastName}" > 
       <c:out value="${address.lastName}"/><br/> 
     </c:when> 
     <c:otherwise> 
       N/A<br/> 
     </c:otherwise> 
  </c:choose><br/> 
</c:forEach><br/> 
<jsp:useBean id="now" class="java.util.Date" /> 
<p><h5>Last Updated on: <c:out value="${now}"/></h5></p> 
 
Cod. fuente 6.2: Código utilizando JSTL 
 
6.1.1.4 JDBC 
 
JDBC es una API que permite la ejecución de operaciones sobre bases de datos desde el lenguaje 
de programación Java, independientemente del sistema operativo donde se ejecute o de la Base 
de Datos a la cual se accede, utilizando el dialecto SQL del modelo de Base de Datos que se 
utilice.  
  
El API JDBC se presenta como una colección de interfaces Java y métodos de gestión de 
manejadores de conexión, hacia cada modelo específico de Base de Datos. Para utilizar una BD 
particular, el usuario ejecuta su programa junto con la biblioteca de conexión apropiada al 
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modelo de su BD, y accede a ella estableciendo una conexión, para ello provee el localizador a la 
base de datos y los parámetros de conexión específicos.   
  
Con esto se pueden realizar cualquier tipo de tareas con la BD a las que se tenga permiso: 
consulta, actualización, creación, modificación y borrado de tablas, ejecución de procedimientos 
almacenados, etc. 
 
6.1.2 PostgreSQL 
 
Como se ha comentado anteriormente, JDBC es una API que permite acceder a una base de 
datos mediante sentencias SQL del modelo de dicha base de datos. Para el proyecto LISPmon se 
utiliza el lenguaje de SQL, soportado por PostgreSQL [10]. 
  
SQL es un lenguaje declarativo de acceso a bases de datos relacionales, que permite especificar 
diversos tipos de operaciones sobre las mismas. Aúna características del álgebra y el cálculo 
relacional, permitiendo lanzar consultas, con el fin de recuperar información de interés de una 
base de datos, de una forma sencilla. 
 
6.1.3 HTML 
 
HTML (HiperText Markup Language) es el lenguaje de marcado predominante para la 
elaboración de páginas web. Es usado para describir la estructura y el contenido en forma de 
texto, así como para complementar el texto con objetos tales como imágenes. Esto incluye: 
 
Contenido a ser mostrado: textos, listas, tablas, imágenes, etc. 
Enlaces que permiten obtener y abrir otros documentos. 
Formularios que permiten al usuario interaccionar con la aplicación web. 
 
HTML también puede describir, hasta un cierto punto, la apariencia de un documento, y puede 
incluir un script (por ejemplo Javascript), el cual puede afectar el comportamiento de 
navegadores web y otros procesadores de HTML. 
 
Ejemplo de HTML con sintaxis coloreada:  
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Cod. fuente 6.3: Código HTML 
 
6.1.4 JavaScript 
 
Gran parte del proyecto LISPmon será generado con código JavaScript, utilizando AJAX 
(explicado en el siguiente punto).  
 
JavaScript [12] es un lenguaje de programación interpretado, es decir, que no requiere ningún 
tipo de compilación al respecto. Utilizado principalmente en páginas Web, tiene una sintaxis 
semejante a la de los lenguajes JAVA y C. 
 
Es un lenguaje de scripting orientado a objetos, basado en prototipos, sin tipo y liviano, 
utilizado para acceder a objetos en aplicaciones. Principalmente, se utiliza integrado en un 
navegador web permitiendo el desarrollo de interfaces de usuario mejoradas y páginas web 
dinámicas, tiene una sintaxis semejante a la de los lenguajes Java y C. 
 
Todos los navegadores modernos interpretan el código JavaScript integrado dentro de las 
páginas web. Para interactuar con una página web se provee al lenguaje JavaScript de una 
implementación del Document Object Model (DOM). 
 
JavaScript se ejecuta en el navegador del usuario al mismo tiempo que se descargan las 
sentencias con el código HTML. 
 
JavaScript se puede incluir en cualquier documento, y es compatible con cualquier SO, HTML o 
todo lo que se acabe traduciendo a HTML en el navegador del cliente; ya sea PHP, ASP, JSP, etc. 
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Se puede incluir el código directamente en una estructura HTML, no obstante es una práctica 
invasiva y no recomendada, el método correcto que define la W3C es el de incluir Javascript 
como un fichero externo tanto por cuestiones de accesibilidad, como de practicidad y velocidad 
en la navegación. 
 
6.1.5 AJAX 
 
AJAX (Asynchronous JavaScript And XML), es una colección de tecnologías que permiten 
desarrollar webs altamente interactivas ahorrando ancho de banda y recargas de página 
combinando: 
 
 XHTML y CSS para la presentación de información 
 DocumentObjectModel (DOM3) para visualizar dinámicamente e interactuar con la 
información presentada 
 XML, XSLT para intercambiar y manipular datos 
 XMLHttpRequest para recuperar datos asíncronamente 
 Javascript como nexo de unión de todas estas tecnologías 
 
No requiere plugins o capacidades específicas de ciertos navegadores. 
 
AJAX es una tecnología asíncrona, en el 
sentido de que los datos adicionales se 
requieren al servidor y se cargan en 
segundo plano sin interferir con la 
visualización ni el comportamiento de la 
página. JavaScript es el lenguaje 
interpretado (scripting language) en el que normalmente se efectúan las funciones de llamada 
de AJAX mientras que el acceso a los datos se realiza mediante XMLHttpRequest, objeto 
disponible en los navegadores actuales. En cualquier caso, no es necesario que el contenido 
asíncrono esté formateado en XML, siendo en nuestro caso objetos JSON. 
 
En nuestra capa de presentación se utilizará bastante AJAX, para obtener información sobre 
gráficas sin necesidad de recargar la página. 
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6.1.6 jQuery 
 
Como se ha comentado anteriormente, jQuery [5] es una biblioteca o framework de JavaScript 
que permite simplificar la manera de interactuar con los documentos HTML, manipular el árbol 
DOM, manejar eventos, desarrollar animaciones y agregar interacción con la tecnología AJAX a 
páginas web. 
 
jQuery consiste en un único fichero JavaScript que contiene las funcionalidades comunes de 
DOM, eventos, efectos y AJAX. La característica principal de la biblioteca es que permite 
cambiar el contenido de una página web sin necesidad de recargarla, mediante la manipulación 
del árbol DOM y peticiones AJAX. Para ello utiliza las funciones $() o jQuery(). 
 
En el proyecto LISPmon se utilizará una interacción de jQuery: Sortable, la cual nos permite 
ordenar listas haciendo un 'click&arrastrar'; y el widget Datepicker, el cual despliega una 
pequeña ventana con un calendario, donde se puede seleccionar una fecha. 
 
 
Fig. 6.2: Captura de Datepicker 
 
6.1.7 CSS 
 
CSS (Cascading Style Sheets) [6][11] es un lenguaje usado para definir 
la presentación de un documento estructurado escrito en HTML o 
XML (y por extensión en XHTML). El W3C (World  Wide Web 
Consortium) es el encargado de formular la especificación de las hojas 
de estilo que servirán de estándar para los agentes de usuario o 
navegadores. 
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La idea que se encuentra detrás del desarrollo de CSS es separar la estructura de un documento 
de su presentación. 
 
Cuando se utiliza CSS, una etiqueta del código HTML no debería proporcionar información 
sobre cómo va a ser visualizado, solamente marca la estructura del documento. La información 
de estilo separada en una hoja de estilo, especifica cómo se ha de mostrar: color, fuente, 
alineación del texto, tamaño y otras características no visuales como definir el volumen de un 
sintetizador de voz (véase Sintetización del habla), por ejemplo. 
 
La información de estilo puede ser adjuntada tanto como un documento separado o en el 
mismo documento HTML. En este último caso podrían definirse estilos generales en la cabecera 
del documento o en cada etiqueta particular mediante el atributo "style". 
 
En LISPmon, se utilizarán hojas de estilo externas: visualización, administración, común. Son 
hojas de estilo que están almacenada en ficheros diferentes al fichero que se genera con código 
HTML. Esta es la manera de programar más potente, porque separa completamente las reglas 
de formateo para la página HTML de la estructura básica de la página. 
 
6.1.8 UML 
 
Para el desarrollo de los diferentes diagramas de 
clases y modelos de LISPmon, se ha utiliza el 
lenguaje UML. El Lenguaje Unificado de Modelado 
(UML) es el lenguaje de modelado de sistemas de 
software más conocido y utilizado en la actualidad. 
Es un lenguaje gráfico para visualizar, especificar, 
construir y documentar un sistema. UML ofrece un 
estándar para describir un modelo del sistema, 
incluyendo aspectos conceptuales tales como procesos de negocio y funciones del sistema, y 
aspectos concretos como expresiones de lenguajes de programación, esquemas de bases de 
datos y componentes reutilizables. 
 
UML no puede compararse con la programación estructurada, pues UML significa Lenguaje 
Unificado de Modelado, no es programación, solo se diagrama la realidad de una utilización en 
un requerimiento. 
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6.2 CONFIGURACIÓN DE LISPMON 
 
6.2.1 Estructura del proyecto 
 
LISPmon cuenta con los siguientes directorios: 
 
 src. El directorio src contiene todas las clases Java del proyecto, además del fichero de 
propiedades, ubicado en lispmon.properties. Las clases Java se organizan por paquetes, 
según sean de visualización, administración, o clases comúnes; y todas ellas dentro del 
paquete general lispmon. 
 
 build. El directorio build contendrá todas clases Java compiladas. 
 
 WebContent. Contiene el resto de ficheros que utilizará la aplicación: JSP, HTML, 
Javascript, CSS, … y serán accesibles desde el exterior, excepto todo lo que se encuentre 
dentro de las subcarpetas WEB-INF y META-INF, que sólo será accesible por el sistema. 
 
Así, en WebContent encontraremos directorios para css, img, jquery y js.  
 
Dentro de la subcaperta WEB-INF, sólo el sistema podrá acceder a los directorios 
admin, error, lib y search, y al fichero web.xml. 
 
Al final, nos quedaría una estructura resultante de esta forma (sin ficheros creados por Eclipse 
para su entorno): 
 
 WebContent/ 
 META-INF/ 
 WEB-INF/ 
 admin/ 
 error/ 
 lib/ 
 search/ 
 web.xml 
 css/ 
 img/ 
 jquery/ 
 js/ 
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 build/ 
   
 src/ 
 Paquete de clases Java 
 
 
6.2.2 Configuración web.xml 
 
El fichero web.xml es un descriptor de despliegue de una aplicación sobre Tomcat. Es obligatorio 
que exista, y siempre se encontrará en WEB-INF/web.xml. 
 
El fichero web.xml sigue un esquema XML, y dentro se encuentra información acerca de los 
servlets que pueden ser invocados (nombre privado, público, paquete); control de errores; 
control de roles y seguridad; filtros; etc. 
 
En nuestro caso, el fichero web.xml es de la siguiente manera:  
 
 
 
<?xml version="1.0" encoding="ISO-8859-1"?> 
<web-app xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns="http://java.sun.com/xml/ns/javaee" 
xmlns:web="http://java.sun.com/xml/ns/javaee/web-app_2_5.xsd" 
xsi:schemaLocation="http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app_2_5.xsd" 
id="WebApp_ID" version="2.5"> 
  <display-name>LISPmon-2.0</display-name> 
  <welcome-file-list> 
    <welcome-file>search</welcome-file> 
  </welcome-file-list> 
   
  <servlet> 
    <description></description> 
    <display-name>admin</display-name> 
    <servlet-name>admin</servlet-name> 
    <servlet-class>lispmon.admin.AdminController</servlet-class> 
  </servlet> 
  <servlet-mapping> 
    <servlet-name>admin</servlet-name> 
    <url-pattern>/admin/main</url-pattern> 
  </servlet-mapping> 
  <servlet-mapping> 
    <servlet-name>admin</servlet-name> 
    <url-pattern>/admin</url-pattern> 
  </servlet-mapping> 
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  <servlet> 
    <description></description> 
    <display-name>search</display-name> 
    <servlet-name>search</servlet-name> 
    <servlet-class>lispmon.search.SearchController</servlet-class> 
  </servlet> 
  <servlet-mapping> 
    <servlet-name>search</servlet-name> 
    <url-pattern>/search</url-pattern> 
  </servlet-mapping> 
   
  <error-page> 
   <error-code>500</error-code> 
   <location>/WEB-INF/error/500.html</location> 
  </error-page> 
   
   <error-page> 
   <error-code>404</error-code> 
   <location>/WEB-INF/error/404.html</location> 
  </error-page> 
   
</web-app> 
Cod. fuente 6.4: Fichero web.xml 
 
 
6.2.3 Configuración server.xml 
 
Dentro del directorio de Apache Tomcat, hay un fichero llamado server.xml en el directorio conf.  
 
Aunque no entraremos en detalle, este fichero contiene configuraciones sobre el servidor en 
general, sólo nos hemos de asegurar que contiene las siguientes líneas para el correcto 
funcionamiento de LISPmon, y para un correcto despliegue del fichero WAR (explicado más 
adelante). 
 
Las líneas son las siguientes: 
 
 
<?xml version="1.0" encoding="UTF-8"?> 
… 
    <Engine defaultHost="localhost" name="Catalina"> 
… 
      <Host appBase="webapps" autoDeploy="true" name="localhost" unpackWARs="true" 
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xmlNamespaceAware="false" xmlValidation="false"> 
 
… 
 
      <Context docBase="LISPmon-2.0" path="/LISPmon" reloadable="true" source="org.eclipse.jst.jee.server:LISPmon-
2.0"/></Host> 
    </Engine> 
  </Service> 
</Server> 
Cod. fuente 6.5: Fichero server.xml 
 
6.2.4 Despliegue de LISPmon: Archivo WAR 
 
Para el despliegue de LISPmon en el servidor Apache Tomcat, se generará un fichero WAR del 
proyecto, y se colocará en la carpeta WEB-INF del servidor. 
 
Un fichero WAR (Web Application Archive) es un archivo JAR  utilizado para distribuir una 
colección de JavaServer Pages, servlets, clases Java, archivos XML, librerías de tags y páginas 
web estáticas (HTML y archivos relacionados) que juntos constituyen una aplicación web, 
además del fichero web.xml que configura la aplicación. 
 
Para facilitar el despliegue de cualquier actualización de LISPmon, se dispone de un fichero 
build.xml, a ejectuar con Ant, encargado de generar dicho fichero, o bien se puede generar con 
una opción a través del IDE Eclipse. 
 
Los pasos para el despliegue son: 
 
1. Compilar el proyecto con la última versión. 
2. Generar el fichero WAR (con script o Eclipse). 
3. Colocar el fichero WAR generado en la carpeta WEB-INF del servidor Apache Tomcat 
deseado. 
 
El único inconveniente de utilizar un fichero WAR,  es que no se pueden hacer los cambios en 
tiempo de ejecución. Es decir, hay que parar el servidor, sustituir el fichero WAR y arrancar de 
nuevo el servidor.  
 
El contenido del fichero build.xml para ejecutar con Ant [13], es el siguiente: 
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<project name="LISPmon-2.0" basedir="."> 
 <property name="warfile" value="LISPmon-2.0"/> 
 <path id="lib.classpath"> 
  <fileset dir="WebContent/WEB-INF/lib"> 
   <include name="*.jar"/> 
  </fileset> 
 </path> 
 <target name="build"> 
  <javac srcdir="src" destdir="build/classes" classpathref="lib.classpath" includeantruntime="false"/> 
 </target> 
 <target name="create"> 
  <war destfile="${warfile}.war" webxml="WebContent/WEB-INF/web.xml" update="true"> 
   <classes dir="build/classes"/> 
   <fileset dir="WebContent"> 
   <exclude name="WEB-INF/web.xml"/> 
   </fileset> 
  </war> 
 </target> 
</project> 
 
Cod. fuente 6.6: Contenido fichero build.xml para compilar y generar WAR por consola. 
 
Para ejecutarlo por consola: 
 
 Asegurar que la variable de entorno JAVA_HOME apunta al directorio del jdk o jre. 
 Ejecutar: 
 “>ant build” para compilar el proyecto. 
 “>ant create” para generar el fichero WAR y dejarlo en la raíz. 
 
6.3 MODELO - CONTROLADOR 
6.3.1 Seguridad 
 
La seguridad en una aplicación web es difícil de conseguir, y se podría realizar otro proyecto 
sólo en el campo de encriptación y medidas de seguridad de una aplicación web.  
 
Para desarrollar LISPmon, nos centraremos sólo en lo justo y necesario para que el sistema 
funcione correctamente y no sea vulnerable al usuario. 
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Así, las medidas de seguridad que se tendrán en cuenta son las siguientes, respecto al módulo 
de administración: 
 
 Sólo podrá gestionar gráficas el administrador. 
 El administrador deberá identificarse previo acceso al módulo de administración. 
 
Respecto al módulo de visualización: 
 
 Las peticiones que traten con gráficas, verificarán su existencia en la base de datos y su 
visibilidad. 
 Las peticiones que traten con parámetros, verificarán su existencia en la base de datos. 
 Para evitar posibles inyecciones de código, Java proporciona la clase PreparedStatement 
que previene contra este tipo de ataques. Además, en las búsquedas, todos los espacios 
son eliminados antes de buscar cualquier información en la base de datos, por lo que no 
es posible, a priori, inyectar código. 
 
6.3.2 Autenticación 
 
Para acceder al módulo de administración, se implementará la Autenticación de acceso básica. 
En el contexto de una transacción HTTP, la Autenticación de acceso básica es un método 
diseñado para permitir a un Navegador web, u otro programa cliente, el proveer credenciales - 
en la forma de Usuario y contraseña  - cuando se hace una petición. 
 
Antes de la transmisión, el nombre de usuario es agregado con un separador y concatenado con 
la contraseña. La cadena resultante es codificada con el algoritmo Base64. 
 
Es conocida la debilidad de este sistema de autenticación, pero los datos que se protegen no 
tienen el nivel de confidencialidad necesario para aumentar el costo de la protección 
(evaluación costo/beneficio). 
 
El usuario y contraseña del administrador se recuperará del fichero de propiedades y se 
cargarán en las propiedades de ejecución del sistema. 
 
Cuando se realice una petición al controlador Admin, este comprobará antes si ya está 
autenticado: 
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 if(!authenticate(request)){ 
     //***We weren't sent a valid username/password in the header, so ask for one*** 
    response.setHeader("WWW-Authenticate","Basic realm=\"Authorisation request\""); 
    response.sendError(HttpServletResponse.SC_UNAUTHORIZED, ""); 
 }else{ 
   // Control de petición 
 } 
 
Cod. fuente 6.7: Código de control de autenticación 
 
 
 // Authentication 
 private boolean authenticate(HttpServletRequest req){ 
  String authhead=req.getHeader("Authorization"); 
 
  if(authhead!=null){ 
   //*****Decode the authorisation String***** 
   String usernpass=Base64.decode(authhead.substring(6)); 
   //*****Split the username from the password***** 
   String user=usernpass.substring(0,usernpass.indexOf(":")); 
   String password=usernpass.substring(usernpass.indexOf(":")+1); 
    
    if (user.equals(System.getProperty("lispmon.admin.user"))  
    && password.equals(System.getProperty("lispmon.admin.pwd"))) 
     return true; 
    } 
   return false; 
  } 
 } 
 
Cod. fuente 6.8: Código de control de autenticación 
 
6.3.3 Carga de propiedades 
 
Para facilitar el acceso a información que puede variar durante el tiempo, se dispondrá de un 
fichero lispmon.properties, el cual nos facilitará dicha información, y las propiedades en él 
escritas se guardarán en la memoria de ejecución del sistema para poder solicitarlas cuando 
convenga. 
 
Este es el contenido inicial del fichero de propiedades: 
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# Authentication 
lispmon.admin.user=********** 
lispmon.admin.pwd=******** 
 
# Previewing e.g.  
lispmon.preview.eid=153.16.5.0/24 
lispmon.preview.rloc=84.88.81.2 
lispmon.preview.as=109 
 
# Database connection 
lispmon.database.url=jdbc:postgresql://localhost:5432/lispmon 
lispmon.database.user=******** 
lispmon.database.pwd=************ 
 
# Default fromDate. Format: yyyy-mm-dd hh:mm:ss.SSS 
lispmon.charts.fromDate=2010-01-07 00:00:00.000 
 
Cod. fuente 6.9: Fichero lispmon.properties 
 
Y este es el código Java que recogerá dicha información, y la cargará en memoria. Este código se 
encuentra en los controladors (SearchController.java y AdminController.java), y se ejecutarán 
con el método init() del propio servlet. 
 
 
 try { 
      InputStream in = getClass().getResourceAsStream("../properties/lispmon.properties"); 
      Properties prop = new Properties(); 
      prop.load(in); 
      Enumeration enm = prop.keys(); 
      String key; 
      while(enm.hasMoreElements()){ 
       key = (String) enm.nextElement(); 
       System.setProperty(key, prop.getProperty(key)); 
      } 
     } catch (Exception ex) { 
      System.out.println(ex); 
     } 
 
Cod. fuente 6.10: Código Java que carga en el sistema las propiedades del fichero lispmon.properties 
 
  
Memoria PFC - Alberto A. Ramírez Ochoa 
 - 108 - 
6.3.4 Clases Java 
 
A continuación, se mostrará un esquema sobre las clases Java resultantes, agrupadas por 
paquetes según se ha determinado más conveniente: 
 
 lispmon 
 admin 
 beans 
 bo 
 ChartBO.java 
 ChartData.java 
 AdminController.java 
 common 
 beans 
 ChartBean.java 
 ChartTypeBean.java 
 DimsBean.java 
 SearchBean.java 
 Base64.java 
 DBConnection.java 
 JSONUtils.java 
 Validation.java 
 Search 
 bo 
 ChartBO.java 
 InfoBO.java 
 InfoData.java 
 beans 
 ASBean.java 
 EIDBean.java 
 LocatorBean.java 
 PrefixBean.java 
 RLOCBean.java 
 SearchController.java 
 
Las clases con más complejidad son AdminController, SearchController, DBConnection, 
JSONUtils y Validation; hablaremos de todas ellas a continuación. En su desarrollo se han 
consultado diversos foros y manuales [7]. 
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6.3.4.1 AdminController 
 
El controlador Admin es el Servlet encargado de recibir todas las peticiones, provenientes de la 
capa de presentación, en referencia a la administración de gráficas.  
 
Como se ha explicado anteriormente, cuando se inicia el controlador, se ejecuta su método 
heredado init(), el cual se extiende añadiendo la carga de propiedades. Además, cada vez que se 
le peticiona desde la capa de presentación, validará la autenticación del remitente de esa 
petición. 
 
Implementa el método GET y el método POST, según cuál sea el tipo de acción que requiere la 
petición. En el caso de ser llamado malintencionado, por ejemplo, una acción que debería estar 
en GET, y se llama mediante POST, el controlador no devolverá nada. Algunas acciones están 
implementadas en ambos métodos, pero realizan distintas tareas, aunque relacionadas. 
 
El parámetro process  de la petición determinará la acción a tomar por él controlador. A 
continuación una tabla con las distintas acciones que gestiona el controlador Admin, junto con 
su correspondiente caso de uso. 
 
Método Acción Parámetros esperados Caso de uso 
GET - - Listado de gráficas 
 DINAMIC_CONTENT type Listado de gráficas 
 EDIT chartId Edic ión de gráf ica 
 PREVIEW parameter Previsual ización 
 PREVIEW_JSON - Previsual ización 
POST PREVIEW newType 
newTitle 
newDescription 
chartId 
newChartTypeId 
newData 
newDimX 
newDimY 
newFromDate 
newToDate 
Previsual ización 
 INSERT newTitle 
newDescription 
newChartTypeId 
newData 
Alta de gráf ica 
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newDimX 
newDimY 
newFromDate 
newToDate 
newDateField 
 EDIT chartId 
newTitle 
newDescription 
newChartTypeId 
newData 
newDimX 
newDimY 
newFromDate 
newToDate 
newDateField 
Edic ión de gráf ica 
 DELETE chartId Eliminar gráf ica 
 ORDER ids Cambiar orden de 
gráficas 
 VISIBILITY chartId Visibil idad de gráfica 
Tabla 6.1: Relación peticiones administración / casos de uso 
 
Por ejemplo, el código de la acción EDIT en GET, que nos proporciona los datos de la gráfica 
para mostrarlos por pantalla y poder editarla: 
 
 
 /* ************************************************************** 
  *   EDIT (1st step) 
  * *************************************************************/ 
 else if(process.equals("EDIT")){ 
  ChartBO chartBO = new ChartBO(); 
  request.setAttribute("chart", chartBO.getChart(request.getParameter("chartId"))); 
   
  getServletConfig().getServletContext().getRequestDispatcher("/WEB-
INF/admin/adminEditRowAjax.jsp").forward(request,response); 
 } 
 
Cod. fuente 6.11: Código 1er paso de edición de gráfica 
 
Sin embargo, su homónimo en el método POST es más complejo, ya que tiene que evaluar y 
controlar los campos que hayan sido editados: 
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/* ************************************************************** 
 *   EDIT (2nd step) 
 * *************************************************************/ 
else if(process.equals("EDIT")){ 
  
 String chartId = request.getParameter("chartId"); 
  
 ChartBean chartBean = new ChartBean(); 
 chartBean = chartBO.getChart(chartId); 
  
 if(chartBean.isEmpty()){ 
  error = true; 
  errors = "Chart selected does not exist in database"; 
 }else{ 
  int dims = chartBean.getDimensions(); 
  String value; 
   
  // Title 
  value = chartBean.getTitle(); 
  if(value != request.getParameter("newTitle")){ 
   value = checkString(request.getParameter("newTitle"),"Title",false); 
    
   if(!chartBO.updateField("title",value,chartId)){ 
    error = true; 
    errors = "There's been problems while editing information. Please, review 
logs."; 
   } 
  } 
   
  // Description 
  value = chartBean.getDescription(); 
  if(value != request.getParameter("newDescription")){ 
   value = checkString(request.getParameter("newDescription"),null,true); 
    
   if(!chartBO.updateField("description",value,chartId)){ 
    error = true; 
    errors = "There's been problems while editing information. Please, review 
logs."; 
   } 
  } 
   
  // ChartTypeId 
  value = chartBean.getChartTypeId(); 
  if(value != request.getParameter("newChartTypeId")){ 
   ChartTypeBean chartTypeBean = new ChartTypeBean(); 
   chartTypeBean = chartBO.checkChartType(request.getParameter("newChartTypeId")); 
   if(!chartTypeBean.isExists()){ 
    error = true; 
    errors += "<li>Chart selected is not available</li>"; 
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   } 
   value = request.getParameter("newChartTypeId"); 
   if(!chartBO.updateField("chart_type_id",value,chartId)){ 
    error = true; 
    errors = "There's been problems while editing information. Please, review 
logs."; 
   } 
  } 
   
  // Data 
  value = chartBean.getData(); 
  if(value != request.getParameter("newData")){ 
   value = checkData(request.getParameter("newData"),dims); 
 
   if(!chartBO.updateField("data",value,chartId)){ 
    error = true; 
    errors = "There's been problems while editing information. Please, review 
logs."; 
   } 
  } 
   
  // DimX 
  value = chartBean.getDimX(); 
  if(value != request.getParameter("newDimX")){ 
   value = checkString(request.getParameter("newDimX"),"Dimension X",false);  
    
   if(!chartBO.updateField("dim_x",value,chartId)){ 
    error = true; 
    errors = "There's been problems while editing information. Please, review 
logs."; 
   } 
  } 
   
  // DimY 
  value = chartBean.getDimY(); 
  if(value != request.getParameter("newDimY")){ 
   if(dims == 2){ 
    value = checkString(request.getParameter("newDimY"),"Dimension Y",false); 
   }else{ 
    value = checkString(request.getParameter("newDimY"),null,true); 
   } 
   if(!chartBO.updateField("dim_y",value,chartId)){ 
    error = true; 
    errors = "There's been problems while editing information. Please, review 
logs."; 
   } 
  } 
   
  // FromDate 
  value = chartBean.getFromDate(); 
LISPmon: monitoring the LISP pilot network 
 - 113 - 
  if(value != request.getParameter("newFromDate")){ 
   value = checkDate(request.getParameter("newFromDate"),"00:00:00.000","From date"); 
   if(!chartBO.updateField("from_date",value,chartId)){ 
    error = true; 
    errors = "There's been problems while editing information. Please, review 
logs."; 
   } 
  } 
   
  // ToDate 
  value = chartBean.getToDate(); 
  if(value != request.getParameter("newToDate")){ 
   value = checkDate(request.getParameter("newToDate"),"23:59:59.999","To date"); 
   if(!chartBO.updateField("to_date",value,chartId)){ 
    error = true; 
    errors = "There's been problems while editing information. Please, review 
logs."; 
   } 
  } 
   
  //Comparing fields fromDate and toDate 
  compareDates(request.getParameter("newFromDate"),request.getParameter("newToDate")); 
   
  // DateField 
  value = chartBean.getDateField(); 
  if(value != request.getParameter("newDateField")){ 
   value = checkString(request.getParameter("newDateField"),"Date field",false); 
   if(!chartBO.updateField("date_field",value,chartId)){ 
    error = true; 
    errors = "There's been problems while editing information. Please, review 
logs."; 
   } 
  } 
 } 
 
 errors += "</ul>"; 
  
 if(error){ 
  response.sendError(HttpServletResponse.SC_INTERNAL_SERVER_ERROR, errors); 
 } 
} 
 
Cod. fuente 6.12: Código 2do paso de edición de gráfica 
 
Como se puede observar, hay dos variables llamadas error y errors. La primera es del tipo 
boolean, e indica si ha habido algún error durante la gestión de los datos, en caso afirmativo, los 
errores se van introduciendo en la variable errors, para ser posteriormente mostrados al 
administrador. 
Memoria PFC - Alberto A. Ramírez Ochoa 
 - 114 - 
6.3.4.2 SearchController 
 
Al igual que el controlador Admin, el controlador Search es el Servlet encargado de recibir 
todas las peticiones, provenientes de la capa de presentación, en referencia a la visualización de 
información y de gráficas.  
 
De igual forma, cuando se inicia el controlador, se ejecuta su método heredado init(), el cual se 
extiende añadiendo la carga de propiedades. Además, cada vez que se le peticiona desde la 
capa de presentación, validará la autenticación del remitente de esa petición. 
 
Implementa el método GET y el método POST, según cuál sea el tipo de acción que requiere la 
petición. En el caso de ser llamado malintencionado, por ejemplo, una acción que debería estar 
en GET o en POST, el controlador redigirá hacia la página principal de búsqueda.  
 
En el controlador Search, el método GET es el que gestiona la parte de generación de daos para 
las gráficas; por el otro lado, el método POST gestiona la generación de otra información, y 
pantallas, sobre los parámetros. 
 
El parámetro action  de la petición determinará la acción a tomar por él controlador. A 
continuación una tabla con las distintas acciones que gestiona el controlador Search, junto con 
su correspondiente caso de uso. 
 
 
Método Acción Parámetros esperados Caso de uso 
GET - searchText  Búsqueda 
 JSON chartId 
parameterA 
Mostrar datos 
 COMPARED chartId 
parameterA 
parameterB 
Comparar parámetros 
 COMPAREP chartId 
parameterA 
parameterB 
fromDate 
toDate 
Comparar intervalos de 
tiempo 
POST - searchText Búsqueda 
Tabla 6.2: Relación peticiones visualización / casos de uso 
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Por ejemplo, el código de la acción JSON en GET, que nos proporciona los datos que se cargarán 
en la gráfica seleccionada: 
 
 
//Type control 
SearchBean searchA = new 
SearchBean(request.getParameter("parameterA")==null?"":request.getParameter("parameterA")); 
Validation.checkSearch(searchA); 
String parameterA = searchA.getParameter(); 
 
if(searchA.isValid()){ 
 InfoBO info = new InfoBO(); 
 ChartBean chart = info.getChart(request.getParameter("chartId")); 
  
 // Chart has to exist to show it 
 if(!chart.isEmpty() && chart.isVisible()){ 
  String dateField = chart.getDateField(); 
  if(dateField!=null){ 
  //************************************************** 
   String dataA = chart.getData(); 
   if(((String) chart.getType()).equals("AS")){ 
    dataA = dataA.replaceAll("\\?", "?::integer"); 
   }else{ 
    dataA = dataA.replaceAll("\\?", "?::inet"); 
   } 
   dataA = dataA.replaceAll("''", "'"); 
   String dataC = dataA; 
    
   //Adapt to date format 
   String dateFormat = chart.getDateFormat(); 
   dataA = dataA.replace(dateField, "to_char("+dateField+",'"+dateFormat+"')"); 
   String dateConditionA = "where"; 
    
   ChartBO chartBO = new ChartBO(); 
   List dims; 
   JSONUtils json = new JSONUtils(); 
   PrintWriter out = response.getWriter(); 
   switch (Action.valueOf(action)){ 
    // ************************************** 
    // Getting JSON for one parameter 
    // ************************************** 
    case JSON: 
    // If it's necessary, we add the dates between condition into where clause 
    // Between fromDate and toDate 
    if(chart.getFromDate()!=null && chart.getToDate()!=null){ 
     dateConditionA = "where "+dateField 
      +" between '"+chart.getFromDate() 
      +"'::timestamp and '"+chart.getToDate() 
      +"'::timestamp and"; 
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    } 
    // Greater (or equals ) than fromDate  
    else if(chart.getFromDate()!=null && chart.getToDate()==null){  
     dateConditionA = "where "+dateField 
      +" >= '"+chart.getFromDate()+"'::timestamp and"; 
    } 
    // Lower (or equals) than toDate 
    else if(chart.getFromDate()==null && chart.getToDate()!=null){ 
     dateConditionA = "where "+dateField 
      +" <= '"+chart.getToDate()+"'::timestamp and"; 
    } 
    dataA = dataA.replace("where", dateConditionA); 
    dims = chartBO.getDataDims(dataA, parameterA); 
    out.write(json.generateJSON(dims, parameterA, null, 
      chartBO.getChartType(chart.getChartTypeId()))); 
    break; 
    ...      
   } 
  //************************************************** 
  }else{ 
   response.sendError(HttpServletResponse.SC_METHOD_NOT_ALLOWED , "Chart not 
accesible."); 
  } 
 } 
 else{ 
  response.sendError(HttpServletResponse.SC_METHOD_NOT_ALLOWED , "Chart not 
accesible."); 
 } 
}else{ 
 response.sendError(HttpServletResponse.SC_METHOD_NOT_ALLOWED , "Chart not accesible."); 
}  
 
Cod. fuente 6.13: Código para generar JSON de un parámetro para una gráfica 
 
6.3.4.3 DBConnection 
 
La clase DBConnection es la encargada de la conexión con la base de datos PostgreSQL. Es una 
clase intermedia entre las clases Data y la base de datos, dónde se limitan las sentencias que se 
podrán ejecutar en la base de datos. 
 
Su ciclo de vida sería así: 
 
1. Al crear una DBConnection, ésta crea la conexión con la base de datos de LISPmon 
utilizando la API JDBC de Java, comentada anteriormente. 
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2. Desde las clases Data, se instancia a la clase DBConnection, pasando como parámetros 
de método la sentencia SQL con o sin parámetros extras. 
 
Estas con las cabeceras de los métodos definidos: 
 
 
/** 
* Returns an DBConnection instance with a connection with LISPmon database created and authenticated 
*/ 
public DBConnection() 
 
/** 
* Executes query 
* @param query 
* @return   Returns a List of HashMap. Each row from ResultSet is represented by an element of the List,  
*                   and each column from ResultSet is an element of the HashMap, identified with its column name 
*/ 
public List selectQuery(String query) 
 
/** 
* Executes query with parameter using setString to prevent SQLInjection.  
* Parameter can appear more than once (using '?'). 
* @param query 
* @param parameter 
* @return Returns a List of HashMap. Each row from ResultSet is represented by an element of the List,  
*                 and each column from ResultSet is an element of the HashMap, identified with its column name 
*/ 
public List selectQuery(String query, String parameter) 
 
/** 
* Executes query with parameters A and B using setString to prevent SQLInjection.  
* Parameters A and B must appear the same number of consecutives times (using '?'). 
* @param query 
* @param parameterA 
* @param parameterB 
* @return Returns a List of HashMap. Each row from ResultSet is represented by an element of the List,  
*                 and each column from ResultSet is an element of the HashMap, identified with its column name 
*/ 
public List selectQuery(String query, String parameterA, String parameterB) 
 
/** 
* Executes and update into database (update, insert or delete). 
* @param query 
* @return Returns true if the transaction was correct, otherwise false. 
*/ 
public boolean updateQuery(String query) 
 
/** 
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* If st is true, then we commit the transaction, otherwise we rollback the transaction 
* @param st 
*/ 
public void setTransaction(boolean st) 
 
Cod. fuente 6.14: Métodos de la clase DBConnection 
 
6.3.4.4 JSONUtils 
 
La clase JSONUtils es la clase que se encarga de generar el código JSON que requiere una 
gráfica para poder visualizar la información pertinente. Sólo posee el método generateJSON(…). 
 
En cuestión de las características de la gráfica, y de cuantos parámetros haya, lo generará de 
una manera o de otra. 
 
Se decidió definir las características de una gráfica para poder utilizar un método genérico. Las 
características que harán que sea diferente un resultado de otro son: 
 
 Tipo de columna: date, string, number, … 
 Tipo de fila: date, string, number, … 
 Nombre dimensión X. 
 Nombre dimensión Y. 
 Y, evidentemente, los datos de los parámetros. 
 
A continuación podemos observar el código Java de la clase JSON: 
 
 
public final class JSONUtils { 
  
 private enum Types { 
  date, string, number 
 } 
  
 public JSONUtils() { 
 } 
  
 public String generateJSON(List dimsA, String parameterA, String parameterB, ChartTypeBean chart){ 
  String json = ""; 
   
  // Let's know about the types we've to put into de JSON data (cols and rows) 
  String preCol="", postCol="", preRow="", postRow=""; 
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  switch(Types.valueOf(chart.getColType())){ 
   case date:  preCol = "'Date("; postCol = ")'"; break; 
   case string:  preCol = "'";   postCol = "'"; break; 
  } 
  switch(Types.valueOf(chart.getRowType())){ 
   case date:  preRow = "'Date("; postRow = ")'"; break; 
   case string:  preRow = "'";   postRow = "'"; break; 
  } 
  // ***************** 
  // One parameter 
  // ***************** 
  if(parameterB==null){ 
   String cols = "'cols':[" 
          + "{'id':'', 'label':'', 'type':'"+chart.getColType()+"'}," 
         + "{'id':'', 'label':'"+parameterA+"', 'type':'"+chart.getRowType()+"'}" 
         + "]"; 
   String rows = "'rows':["; 
 
   DimsBean dBean; 
   Iterator iter = dimsA.iterator(); 
   //Let's iterate over the results in order to construct the rows 
   while(iter.hasNext()){ 
    dBean = (DimsBean) iter.next(); 
    rows += "{'c':[" 
     +"{'v':"+preCol+dBean.getDimX()+postCol+",'f':null}," 
     +"{'v':"+preRow+dBean.getDimY()+postRow+",'f':null}" 
     +"]}"; 
    if(iter.hasNext()) rows += ","; 
    else rows += "],"; 
   } 
   json = "{" + cols + "," + rows + "'p':null}"; 
  } 
  // ******************* 
  // Two parameters 
  // ******************* 
  else{ 
   String cols = "'cols':[" 
     + "{'id':'', 'label':'', 'type':'"+chart.getColType()+"'}," 
    + "{'id':'', 'label':'"+parameterA+"', 'type':'"+chart.getRowType()+"'}," 
    + "{'id':'', 'label':'"+parameterB+"', 'type':'"+chart.getRowType()+"'}" 
    + "]"; 
   String rows = "'rows':["; 
    
   DimsBean dBean; 
   Iterator iter = dimsA.iterator(); 
   //Let's iterate over the results in order to construct the rows 
   while(iter.hasNext()){ 
   dBean = (DimsBean) iter.next(); 
   rows += "{'c':[" 
    +"{'v':"+preCol+dBean.getDimX()+postCol+",'f':null}," 
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    +"{'v':"+preRow+dBean.getDimY()+postRow+",'f':null}," 
    +"{'v':"+preRow+dBean.getDimZ()+postRow+",'f':null}" 
    +"]}"; 
   if(iter.hasNext()) rows += ","; 
   else rows += "],"; 
   } 
   json = "{" + cols + "," + rows + "'p':null}"; 
  } 
  return json.replaceAll("'", "\""); 
 } 
} 
 
Cod. fuente 6.15: Clase JSONUtils para la generación de JSON para contenido de gráficas 
 
6.3.4.5 JavaBeans 
 
Los JavaBeans son un modelo de componentes creado por Sun Microsystems para la 
construcción de aplicaciones en Java. 
 
Se usan para encapsular varios objetos en un único objeto, para hacer uso de un sólo objeto en 
lugar de varios más simples. 
 
La especificación de JavaBeans de Sun Microsystems los define como "componentes de software 
reutilizables que se puedan manipular visualmente en una herramienta de construcción". 
 
A pesar de haber muchas semejanzas, los JavaBeans no deben confundirse con los Enterprise 
JavaBeans (EJB), una tecnología de componentes del lado servidor que es parte de Java EE. 
 
Un JavaBean: 
 
 Debe tener un constructor sin argumentos. 
 Sus propiedades deben ser accesibles mediante métodos get y set que siguen una 
convención de nomenclatura estándar. 
 Debe ser serializable. 
 
A continuación un par de ejemplos ligeros: 
 
 
public class SearchBean implements java.io.Serializable { 
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 private static final long serialVersionUID = 1L; 
 private String parameter; 
 private boolean valid; 
 private String type; 
  
 public SearchBean(String parameter) { 
  this.parameter = parameter; 
  this.valid = false; 
 } 
  
 public void setParameter(String parameter) { 
  this.parameter = parameter; 
 } 
  
 public String getParameter() { 
  return parameter; 
 } 
 
 public void setValid(boolean valid) { 
  this.valid = valid; 
 } 
 
 public boolean isValid() { 
  return valid; 
 } 
 
 public void setType(String type) { 
  this.type = type; 
 } 
 
 public String getType() { 
  return type; 
 } 
  
} 
 
Cod. fuente 6.16: JavaBean utilizado para determinar si una búsqueda es válida 
 
 
public class ChartTypeBean implements java.io.Serializable { 
  
 private static final long serialVersionUID = 1L; 
 private String chartTypeId; 
 private String chartName; 
 private int dimensions; 
 private String chartClass; 
 private String chartPackage; 
 private boolean exists; 
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 private String colType; 
 private String rowType; 
 private String dateFormat; 
  
 public ChartTypeBean() { 
   
 } 
 
 public void setChartTypeId(String chartTypeId) { 
  this.chartTypeId = chartTypeId; 
 } 
 
 public String getChartTypeId() { 
  return chartTypeId; 
 } 
 
 public void setDimensions(int dimensions) { 
  this.dimensions = dimensions; 
 } 
 
 public int getDimensions() { 
  return dimensions; 
 } 
 
 public void setExists(boolean exists) { 
  this.exists = exists; 
 } 
 
 public boolean isExists() { 
  return exists; 
 } 
 
 public void setChartName(String chartName) { 
  this.chartName = chartName; 
 } 
 
 public String getChartName() { 
  return chartName; 
 } 
 
 public void setChartClass(String chartClass) { 
  this.chartClass = chartClass; 
 } 
 
 public String getChartClass() { 
  return chartClass; 
 } 
 
 public void setChartPackage(String chartPackage) { 
  this.chartPackage = chartPackage; 
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 } 
 
 public String getChartPackage() { 
  return chartPackage; 
 } 
 
 public void setColType(String colType) { 
  this.colType = colType; 
 } 
 
 public String getColType() { 
  return colType; 
 } 
 
 public void setRowType(String rowType) { 
  this.rowType = rowType; 
 } 
 
 public String getRowType() { 
  return rowType; 
 } 
 
 public void setDateFormat(String dateFormat) { 
  this.dateFormat = dateFormat; 
 } 
 
 public String getDateFormat() { 
  return dateFormat; 
 } 
} 
 
Cod. fuente 6.17: JavaBean para intercambiar datos de tipo de gráfica 
 
6.4 VISTA (INTERFAZ GRÁFICA) 
 
En este apartado detallaremos la implementación de la vista (interfaz gráfica) , que corresponde 
a la capa de presentación. 
 
Se detallará ya que es un requisito importante, se quería una interfaz cómoda, simple y visual. 
Es por ello que se utilizan las API jQuery y Google Visualization, además de Javascript 
generado exclusivamente para el funcionamiento de LISPmon. 
 
En los siguientes subapartados veremos cómo configurar las API externas y utilizarlas, así como 
ejemplos importantes de implementación interna. Para finalizar el apartado de la interfaz 
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gráfica, y de la implementación en general, mostraremos diferentes pantallas del resultado final 
de LISPmon. 
 
6.4.1 Estructura de ficheros 
 
S han dividido las pantallas en partes comunes (cabecera, JavaScript de gráficas, pie de página); 
y partes propias (pantalla de búsqueda, contenido de EID, RLOC, AS, administración). Así, 
teniendo la siguiente tabla con los ficheros necesarios, vemos como se reparten: 
 
Ficheros/Pantalla 
B
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a
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C
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S
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a
c
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n
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r
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admin.jsp     ●  
adminDinamicContentAjax.jsp     ●  
adminEditRowAjax.jsp     ●  
adminPreviewChartIFrame.jsp     ●  
404.html      ● 
412.html      ● 
500.html      ● 
footer.jsp ● ● ● ●   
header.jsp  ● ● ●   
search.jsp  ● ● ●   
viewBodyAS.jsp    ●   
viewBodyEID.jsp  ●     
viewBodyRLOC.jsp   ●    
viewCharts.jsp  ● ● ●   
viewHead.jsp  ● ● ●   
viewJavascript.jsp  ● ● ●   
 
6.4.2 Google Visualization 
 
Esta es la API más importante que se utiliza en LISPmon. En realidad, todo el diseño e 
implementación gira en torno a ella. 
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Como ya se ha descrito anteriormente, pasaremos a describir cómo funciona en LISPmon. 
Google Visualization no tiene un paquete o librería que se pueda descargar y utilizar en 
entornos locales, siempre requiere de conexión a internet para su funcionamiento, debido a la 
política de Google. 
 
Para poder utilizar las gráficas que nos ofrece Google Visualization [2] [3], se ha de importar el 
JavaScript mediante la siguiente línea: 
 
 
<script type="text/javascript" src="http://www.google.com/jsapi"></script> 
 
Cod. fuente 6.18: Código necesario dónde encontrar la API Visualization de Google 
 
Los pasos para poder generar una gráfica son los siguientes: 
 
1. Se incluye la API de Google. 
2. Se carga explícitamente el paquete JavaScript de la gráfica que se desee (campo 
chart_package de la tabla chart_type de la base de datos). 
3. Se cargan los datos que se mostrarán en la gráfica en la variable DataTable de la API. 
4. Se crea la instancia de la gráfica usando el campo chart_class de la tabla chart_type de 
la base de datos, pasándole los datos creados en el punto anterior, además de otras 
configuraciones. 
5. Se dibuja la gráfica en el elemento div identificado. 
 
Ahora veamos los pasos en código JavaScript junto con AJAX. Es el código de la 
previsualización, ubicado en adminPreviewChartIFrame.jsp, el cual funciona muy parecido al 
código de viewJavascript.jsp, aunque por su longitud en código no se añade en la memoria. 
 
 
<script type="text/javascript"> 
 google.load('visualization', '1', {packages: ['annotatedtimeline']}); 
 function drawVisualization(){ 
     drawGraphic('1'); 
 } 
  
 function drawGraphic(oper){ 
     var http_request = new XMLHttpRequest(); 
     var url = "/LISPmon/admin?process=PREVIEW_JSON"; 
      
     // Get data in JSON 
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     http_request.onreadystatechange = handle_json; 
     http_request.open("GET", url, true); 
     http_request.send(null); 
     function handle_json() { 
         if (http_request.readyState == 4) { 
             if (http_request.status == 200) { 
                 var json_data = http_request.responseText; 
                 var data = new google.visualization.DataTable(json_data, 0.5); 
                 var graphic = new 
google.visualization.AnnotatedTimeLine(document.getElementById('graphic'+oper)); 
                 graphic.draw(data, {'displayAnnotations': true}); 
             } else { 
                 alert("There were problems while loading information."); 
             } 
             http_request = null; 
         } 
     } 
 } 
 google.setOnLoadCallback(drawVisualization); 
</script> 
 
Cod. fuente 6.19: Javascript para cargar la gráfica de previsualización en administración 
 
Como se ha dicho, el código generado en viewJavascript.jsp es similar en estructura, aunque más 
complejo, debido a que debe gestionar todas las gráficas que serán visibles al usuario. Además 
contiene el código necesario para hacer las comparaciones con otros parámetros y otros 
intervalos, utilizando otras funciones de la API de Google Visualization para coger los rangos 
de fechas de las gráficas que permitan realizar zoom ,de ahí el campo zoom_enabled de la tabla 
chart_type de la base de datos. 
 
6.4.3 jQuery 
 
Las funcionalidades que se utilizan de la librería javascript jQuery [4] son la interacción Sortable, 
con la que la ordenación de gráficas será mucho más visual y dinámica; y el widget Datepicker, 
el cual nos muestra un pequeño panel con un calendario incrustado, y nos permitirá seleccionar 
una fecha de manera sencilla y rápida. 
 
Primero de todo hay que añadir todos los archivos necesarios de jQuery en un lugar accesible. 
En nuestro caso se incluirá en WebContent/jquery/. 
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Al ser Javascript, para poder utilizarlas hay que importarlas desde el documento que las utilice. 
En el caso de Sortable, sólo es utilizada desde admin.jsp; en el caso de Datepicker, se utiliza desde 
admin.jsp y desde header.jsp. 
 
Tan sólo habría que añadir las siguientes líneas para Sortable: 
 
 
<script type="text/javascript" src="/LISPmon/jquery/jquery-1.4.2.js"></script> 
<script type="text/javascript" src="/LISPmon/jquery/ui/jquery.ui.core.js"></script> 
<script type="text/javascript" src="/LISPmon/jquery/ui/jquery.ui.mouse.js"></script> 
<script type="text/javascript" src="/LISPmon/jquery/ui/jquery.ui.sortable.js"></script> 
<script type="text/javascript" src="/LISPmon/jquery/ui/jquery.ui.draggable.js"></script> 
 
Cod. fuente 6.20: Código para importar librerías jQuery 
 
Y estas para Datepicker: 
 
 
<script type="text/javascript" src="/LISPmon/jquery/jquery-1.4.2.js"></script> 
<script type="text/javascript" src="/LISPmon/jquery/ui/jquery.ui.core.js"></script> 
<script type="text/javascript" src="/LISPmon/jquery/ui/jquery.ui.widget.js"></script> 
<script type="text/javascript" src="/LISPmon/jquery/ui/jquery.ui.datepicker.js"></script> 
 
Cod. fuente 6.21: Código para importar librerías jQuery 
 
Al utilizar jQuery, hay que indicar que elemento utilizará dicha funcionalidad. 
 
Así, para utilizar la ordenación con AJAX, se implementa la siguiente función JavaScript que 
utilizará admin.jsp y llamará cuando cargue información nueva en las listas: 
 
 
// Activates sortable list of jQuery (and updates charts order) 
var preOrder; 
var postOrder; 
function activateSortable(name){ 
 jQuery(name).sortable(); 
 $(function() { 
  $(name).sortable({ 
    activate: function() {  
     preOrder = $('#sortable').sortable("toArray"); 
    }, 
    update: function() {  
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     postOrder = $('#sortable').sortable("toArray"); 
     var httpRequest = new XMLHttpRequest(); 
     var url = "/LISPmon/admin"; 
  
     httpRequest.open("POST", url, true); 
     httpRequest.setRequestHeader('Content-Type', 'application/x-www-
form-urlencoded; charset=ISO-8859-1'); 
     httpRequest.onreadystatechange = function() { 
      if (httpRequest.readyState == 4){ 
       var inputText = ""; 
       if (httpRequest.status == 200){ 
        // Nothing to do 
       } else if(httpRequest.status == 500){ 
        inputText = httpRequest.statusText; 
        loadInfo(superType); 
       }else{ 
        inputText = "There's been a problem 
while processing information. Please, review logs."; 
        loadInfo(superType); 
       } 
       showMsg(inputText); 
       httpRequest = null; 
      } 
     }; 
    
 httpRequest.send("process=ORDER&ids="+postOrder+"&old_ids="+preOrder); 
    }, 
    items: "li",  
  }); 
  $(name).disableSelection(); 
 }); 
} 
 
Cod. fuente 6.22: Código JavaScript de método activateSortable(…) 
 
Para poder utilizar Datepicker en admin.jsp: 
 
 
// Datepicker for dates 
$(function() { 
 $("#newFromDate").datepicker({ dateFormat: 'yy-mm-dd' }); 
 $("#newToDate").datepicker({ dateFormat: 'yy-mm-dd' }); 
}); 
 
Cod. fuente 6.23: Código JavaScript para activar DatePicker con las fechas fromDate y toDate 
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Se puede ver más información y otros widgets y funcionalidades en: 
http://jqueryui.com/demos/. 
 
6.4.4 JavaScript LISPmon 
 
JavaScript requiere una carga importante de trabajo para la realización de LISPmon. Con él 
conseguimos el dinamismo e impacto visual que se requería para el proyecto. Es por ello que se 
ha implementado código para prácticamente cualquier acción. Desde las llamadas en AJAX 
hasta las apariciones y desplazamientos de paneles. 
 
6.4.5 JSTL 
 
Para poder cargar JSTL, no hace falta añadir ningún paquete a nuestro proyecto.  Tan sólo es 
necesario incluir las librerías que se necesiten en cada JSP que vaya a utilizarlas, así bastarían las 
líneas: 
 
 
<%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %> 
<%@ taglib prefix="fmt" uri="http://java.sun.com/jstl/fmt_rt" %>  
<%@ taglib prefix="fn" uri="http://java.sun.com/jsp/jstl/functions" %>   
 
Cod. fuente 6.24: Código para importar en los JSP las libreras JSTL de Java 
 
6.4.6 CSS 
 
En este apartado explicaremos cómo utilizar CSS [6][11], es importante conocer su 
funcionamiento para poder desarrollar una interfaz como la requerida.  
 
En LISPmon se han creado diferentes ficheros de CSS: 
 
 admin_design.css: Para administración. 
 admin_frame_design.css: Para previsualización en administración. 
 lispmon_style.css: Común en administración y visualización. 
 visualization_style.css: Para visualización. 
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La estructura de un CSS es sencilla. Se definen bloques de elementos, y dentro de los bloques se 
definen las propiedades con sus valores.  
 
La referencia a elementos se puede hacer de 3 formas: por su tipo (p, div, ul, …), por su id (#id1, 
#id2, #id3, …), o por su clase (.clase1, .clase2, .clase3, …). 
 
Aquí vemos parte de admin_design.css con el código que diseña las pestañas de administración. 
 
 
/*---------------------------------- 
   Tabs 
----------------------------------*/ 
#tabs { 
 position:relative; 
 text-align: left; 
 margin: 0px; 
 padding: 0px; 
 left: 40px; 
 z-index:1; 
} 
 
#tabs li { 
 font-weight: bold; 
 display: inline; 
 cursor:pointer; 
 -moz-border-radius:5px 5px 0 0; 
 border-color:-moz-use-text-color; 
 border-style:solid solid none; 
 border-width:1px 1px 0; 
} 
 
#tabs li:hover { 
 background: #FFFFFF; 
} 
 
.tabOn { 
 background-color:#FFFFFF; 
 padding:5px 25px 1px; 
  
} 
 
.tabOff { 
 background-color:#CFCFCF; 
 padding:5px 25px 0; 
} 
 
Cod. fuente 6.25: Código CSS para las pestañas de administración 
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6.4.7 Pantallas 
 
Visualización: Búsqueda 
 
Fig. 6.3: Pantalla principal de LISPmon 
 
Visualización: Datos EID 
 
Fig. 6.4: Pantalla con información sobre EID buscado (debajo aparecen las gráficas configuradas) 
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Visualización: Datos RLOC 
 
Fig. 6.5: Pantalla con información sobre RLOC buscado (debajo aparecen las gráficas configuradas) 
 
Visualización: Datos ASN 
 
Fig. 6.6: Pantalla con información sobre AS buscado (arriba aparecen las gráficas configuradas) 
 
Visualización: Menú comparación 
  
Fig. 6.7: Menú de comparación de datos 
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Administración: gestión de gráficas 
 
Fig. 6.8: Listado con las gráficas configuradas hasta el momento 
 
 
Fig. 6.9: Formulario donde dar de alta nuevas gráficas o editar existentes 
 
Administración: previsualización 
 
Fig. 6.10: Pantalla de Previsualización de nuevas gráficas o ya existentes 
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Común: mensaje de error 
 
Fig. 6.11: Mensaje de error 
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7 PRUEBAS DEL SISTEMA 
 
La corrección y robustez de un programa es un aspecto fundamental de una aplicación. Por ello, 
es necesario diseñar y ejecutar un conjunto de juegos de prueba. Estos juegos de prueba nos 
permiten comprobar la calidad del producto, pudiendo identificar no sólo posibles errores de 
implementación (u otras etapas del proyecto), sino también errores de calidad o usabilidad. 
 
Es muy aconsejable que el proceso de pruebas lo realice además un perfil que no sea el propio 
desarrollador, ya que, de esa manera, podrá testear y encontrar errores que el desarrollador no 
ha pensado. 
 
En nuestro caso, se han realizado varios juegos de prueba:  
  
 Pruebas unitarias: prueba para cada componente unitario.  
 Pruebas de integración: prueba de la integración entre los diferentes componentes.  
 Pruebas de sistema: prueba global del sistema como  una unidad de ejecución. 
 Pruebas de validación: prueba que comprueba que se  cumplen los requerimientos 
desde el punto de vista del usuario.  
  
Las pruebas han sido realizadas entre los diferentes componentes del patrón MVC.  
 
7.1 Pruebas sobre la Vista  
 
Sobre la interfaz gráfica, las pruebas a realizar son: 
 
 Validar el formato la corrección de los datos introducidos.  
 Validar el valor de los datos introducidos  
 Validar la corrección de los datos esperados.  
 
7.2 Pruebas sobre el Controlador  
 
Estas pruebas consisten en comprobar que las peticiones enviadas desde la vista con correctas, y 
los datos  recibidos cumplen lo esperado y, en caso de error, devuelve e indica correctamente el 
Memoria PFC - Alberto A. Ramírez Ochoa 
 - 136 - 
error. Hay que validar también que realiza correctamente el paso de información entre 
componentes.  
 
7.3 Pruebas sobre el Modelo  
 
En el Modelo hay que asegurarse que cada método implementado cumple con sus requisitos de 
forma individual.  
 
Para los métodos en los que se realizan cambios en la base de datos, hay que corroborar que 
esos cambios son correctos. 
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8 CONCLUSIONES 
 
Después de haber analizado, especificado, diseñado y construido LISPmon, es el momento de 
reflexionar y evaluar sobre los resultados obtenidos, tanto a nivel del proyecto como a personal. 
 
8.1 OBJETIVOS ALCANZADOS 
 
Al principio del documento, se explicaban los objetivos a cubrir en la realización de LISPmon, la 
creación de un buscador dónde poder consultar datos sobre el histórico que la propia LISPmon 
va generando a diario; un módulo de administración, desde donde poder configurar como se 
visualizará toda esa información a través de gráficas preparadas para el reporting; y también la 
creación de una interfaz que sea cómoda para el usuario, pero también bonita y eficaz.  
 
Se puede decir que todos los objetivos principales han quedado cubiertos tras la construcción de 
LISPmon. 
 
8.2 ¿QUE SE HA APRENDIDO? 
 
El conocimiento adquirido ha sido a nivel técnico y a nivel personal. 
 
Entre los conocimientos técnicos: 
 
 Profundidad en el manejo de Servlets y JSP. 
 Amplio conocimiento en JavaScript, AJAX y CSS.  
 El aplicar diversos patrones me ha hecho recordar asignaturas de la carrera, y darles ese 
sentido que en un principio no estaba tan claro. 
 
A nivel personal se puede destacar: 
 
 Responsabilidad del día a día en la gestión y el desarrollo de un proyecto. 
 Capacidad de comunicación con el director para un correcto funcionamiento. 
 Ganas de emprender otro tipo de proyectos personales. 
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8.3 AMPLIACIONES Y MEJORAS 
 
A pesar de haber cumplido con los objetivos establecidos, hay ciertos aspectos del proyecto que 
se podrían mejorar y/o ampliar. Esto no quiere decir que esas partes se hayan quedado 
colgadas, sino que se han decidido así entre cliente/desarrollador. 
 
Las posibles mejoras y/o ampliaciones son las siguientes: 
 
 Cambiar el tipo de autenticación a algo más seguro. Por ejemplo, el uso de un 
certificado. 
 El API Visualization de Google es de acceso online, no se puede utilizar en local. Podría 
valorarse la posibilidad de buscar otra librería de gráficas, a pesar de que conllevaría 
cambiar mucho el proyecto.  
 Relacionado con el punto anterior, se podría añadir más información sobre los 
parámetros buscados, utilizando otras API o gadgets. 
 Dar la posibilidad de generar la información en informes (reports) adaptados para 
descargar en formatos PDF, hojas de cálculo, etc. 
 Dar la posibilidad de comparar con más de 2 parámetros. 
 
8.4 VALORACIÓN PERSONAL 
 
En general ha sido satisfactorio realizar un proyecto de forma individual, a pesar de ya tener 
experiencia en el mundo laboral en el desarrollo de aplicaciones, aunque ésta fuera solo como 
programador. 
 
Valoro también la posibilidad de haber podido participar activamente en el planteamiento de 
LISPmon proponiendo tecnologías a utilizar, y así poder escoger aquellas con las que no había 
tratado para así poder aprender más.  
 
Volviendo a los conocimientos adquiridos, doy mucha importancia a lo que ha supuesto a nivel 
personal, siendo un reto constante por la responsabilidad que conlleva conseguir su 
finalización. He aprendido que con motivación y constancia puedo llevar a cabo cualquier 
proyecto que me proponga (siempre dentro de unos límites, claro). 
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10 ANEXO I: MANUAL DE BÚSQUEDA 
 
A continuación, un breve y ligero manual de uso rápido para la interfaz de LISPmon, entrando 
como usuario. 
 
La primera pantalla que encontramos al entrar en LISPmon como usuario se compone de un 
pequeño formulario con un cuadro de texto y un botón de búsqueda. 
 
 
10.1: Pantalla de bienvenida en la interfaz de LISPmon. 
 
En este cuadro de texto, hemos de introducir el parámetro deseado a buscar, y clicar en el botón 
Search. 
 
 
10.2: Pantalla de bienvenida en la interfaz de LISPmon con dato introducido. 
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Seguidamente, el sistema nos muestra la información relacionada
parámetro introducido, en este ejemplo el EID 
 
10.3: Pantalla con información relativa a un parámetro de tipo EID.
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En este momento tenemos varias opciones a realizar: 
 
Mostrar lista de Past locators 
Clicando en el icono de + en el cuadro, se nos desplegará el historial de localizadores 
relacionados. 
 
 
10.4: Lista de Past locators sin desplegar. 
 
 
10.5: Lista de Past locators desplegada. 
 
Visualizar información sobre RLOC  
En las listas Locators y Past locators, encontramos vínculos hacia la información referente a los 
RLOC de las listas.7 
 
Interactuar con las gráficas 
Podemos interactuar con las gráficas directamente, modificando el zoom para ver información 
concreta. 
 
 
10.6: Con la barra inferior podemos controlar el zoom de la gráfica. 
Clicamos en el botón que aparece en la esquina superior derecha, y se despliega un menú con 
distintas opciones. A partir de aquí podemos: 
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10.7: Cuadro de opciones sobre las gráficas. 
 
Comparar con otro parámetro 
Introducimos otro parámetro del tipo EID en el cuadro de texto correspondiente, y clicamos en 
su botón Compare charts!. 
 
 
10.8: Comparar con otro parámetro. 
 
Tras esto, se recarga la información de las gráficas con la información de ambos parámetros. 
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10.9: Gráfica comparando la información de 2 EID distintos. 
 
Comparar el mismo parámetro, pero en otro intervalo de tiempo 
Seleccionamos una fecha del desplegable que aparece al hacer clic en el cuadro de texto de la 
fecha. 
 
 
10.10: Calendario desplegable para seleccionar fecha de comparación. 
 
Una vez con una fecha seleccionada, clicamos en el botón Compare charts!  correspondiente. La 
información mostrada en la gráfica será siempre sobre el EID original de la búsqueda, pero en 2 
intervalos de tiempo, cuya magnitud está definida por el tamaño del zoom de la propia gráfica 
(según muestre 1 mes, 2 meses, etc.). 
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10.11: Gráfica comparando un mismo parámetro en dos intervalos de tiempo distintos. 
 
Restaurar gráficas originales 
Para volver a mostrar las gráficas originales (sin comparaciones), basta con clicar en el botón 
Reset de las opciones. 
 
 
10.12: Opción para restaurar información original de las gráficas. 
 
En el caso de buscar un RLOC y AS, las opciones disponibles son iguales para las gráficas, y 
siempre que aparezca algún dato que sea EID, RLOC o AS, será vinculable hacia su 
información. 
 
 
  
 11 ANEXO II: MANUAL DE 
 
A continuación, un breve y ligero manual de uso para la interfaz de LISPmon, entrando como 
administrador. 
 
Cuando entremos por primera vez en administración, se nos pedirá que nos autentiquemos:
 
11.1: Formulario de a
 
Una vez autenticados, se nos muestra una lista con las gráficas por defecto para los EID.
 
11.2: Menú de administración en las gráficas de LISPmon.
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ADMINISTRACIÓN 
utenticación para el administrador. 
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Haciendo uso de las pestañas de la parte superior izquierda, podemos navegar en las diferentes 
listas de gráficas de EID, RLOC o AS. 
 
 
11.3 Pestañas para navegar en las diferentes gráficas configuradas. 
 
Para las gráficas ya existentes, tenemos distintas opciones: 
 
Visibilidad 
Podemos escoger que una gráfica sea visible o no para el usuario desde las búsquedas, clicando 
en el cuadro de selección de la columna Visible. 
 
 
11.4: Modificando visibilidad de las gráficas. 
 
Orden 
Podemos cambiar el orden en el que serán mostradas las gráficas en las búsquedas. Para ello, 
tenemos que clicar sin soltar y arrastrar la gráfica hasta donde queramos que sea su posición. 
 
 
11.5: Modificando el orden de las gráficas configuradas. 
 
Eliminar gráfica 
Para eliminar una gráfica, hemos de clicar en el icono con forma de papelera correspondiente. 
Al clicar, nos aparecerá un mensaje de confirmación para eliminar la gráfica. 
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Editar gráfica 
Para editar una gráfica, hemos de clicar en el icono con forma de lápiz correspondiente. Al 
clicar, los datos de la gráfica se cargarán en el formulario de debajo. 
 
 
11.6: Formulario de edición con los datos cargados, listos para editar. 
 
A partir de aquí, modificamos los campos que consideremos oportunios. Para finalizar, 
clicamos en el botón Update, el cual nos mostrará una pequeña pantalla para realizar la 
Previsualización de la gráfica resultante. Para cancelar, clicamos en el botón Cancel. 
 
 
11.7: Pantalla de Previsualización. 
 
Nos aparece un parámetro por defecto para realizar la Previsualización. Clicamos en Generate 
preview,  y se carga una pequeña gráfica mostrando el resultado previsto. 
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11.8: Pantalla de Previsualización con la gráfica prevista cargada. 
 
Para aceptar los cambios de forma definitiva, clicamos en Accept, que además nos cerrará la 
pequeña pantalla. Si clicamos en Cancel, los cambios no serán guardados y la pantalla se cerrará. 
 
Alta de gráfica 
Para dar de alta una gráfica, hemos de utilizar el formulario de la parte inferior de la pantalla. 
 
 
11.9: Formulario para crear una gráfica nueva. 
 
Introducimos los datos que veamos oportunos, siendo obligatorios el Title, Data query, Chart 
type, Dimension X, Dimension Y y Field date. Si queremos introducir las fechas From date y To date, 
al clicar en los campos de edicición, se nos despliega un calendario de dónde coger las fechas. 
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11.10: Formulario para dar de alta una nueva gráfica para los EID. 
 
Cuando estemos de acuerdo con los datos, clicamos en Insert, y nos aparece la pequeña pantalla 
de Previsualización, con un parámetro por defecto, clicamos en Generate preview para visualizar 
la gráfica previa. 
 
 
11.11: Pantalla de Previsualización con la nueva gráfica cargada. 
 
Para aceptar el alta de la gráfica de forma definitiva, clicamos en Accept, que además nos cerrará 
la pequeña pantalla. Si clicamos en Cancel, los cambios no serán guardados y la pantalla se 
cerrará. 
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Datos de la gráfica 
Se considera importante explicar el funcionamiento de los diferentes campos de la gráfica. 
 
 Title. 
 Título de la gráfica. 
 
 Description.  
Una descripción opcional sobre la gráfica. 
 
 Data query.  
Este campo es el encargado de la información que se cargará en la gráfica. Se trata de 
una sentencia SQL (un SELECT), el cual recogerá la información de la base de datos. Se 
ha de tener conocimiento sobre las estructura de la base de datos, sino puede que no se 
muestre nada al dar error.  
 
Todas las gráficas hasta ahora son de 2 dimensiones, por lo que en la consulta se tienen 
que devolver obligatoriamente un campo llamado dim_x y dim_y, que corresponden a 
las dos dimensiones de la gráfica. 
 
 Chart type. 
El tipo de gráfica. 
 
 Dimension X. 
Nombre informativo de la dimensión X de la gráfica. 
 
 Dimension Y. 
Nombre informativo de la dimensión Y de la gráfica. 
 
 Field date. 
Campo que contiene la fecha con la que se tratará en las gráficas (normalmente el que se 
selecciona como dimensión X). Se ha de especificar su nombre en la base de datos. Por 
ejemplo: ts, date,… 
 
 From date. 
Fecha de inicio opcional desde dónde empezar a recoger los datos. 
 
 To date. 
Fecha de fin opcional hasta dónde llegar a recoger los datos. 
