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Abstrakt 
V posledních letech zažíváme rozmach kapesních počítačů, které nám stalé více nahrazují stolní 
počítače. V této bakalářské práci jsou popsány technologie, které tyto zařízení používají. Dále se tato 
práce snaží seznámit čtenáře s programováním v DirectX. Seznamuje čtenáře jak tento framework 
použít v mobilních zařízeních a jak vyřešit některé problémy spojené s jeho užitím. 
V neposlední řadě navrhuje a implementuje aplikaci pro prohlížení, upload a označování obrázků ve 
3D prostoru. 
 
 
Abstract 
Over the past few years,  sales of pocket pc have increased dramatically due to the devices' 
popularity. As a result, these devices have replaced desktop computers in an increasingly wireless 
world. In this bachelor's thesis, I will describe different technologies that can be used with these 
computers. In the following chapters, I will try to explain programming in DirectX. The aim is for the 
reader to be familiarized with this framework, its usage, and problem-solving techniques. In the last 
chapter, I propose and implement image viewer, image upload, and tagging in 3D. 
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1 Úvod 
Zobrazování obrázků na mobilním zařízení je jeden z nejčastějších úkonů po psaní sms zpráv a 
volání. V dnešní době již většina mobilních telefonů obsahuje kvalitní fotoaparát. Výrobci se snaží do 
mobilního telefonu vložit co nejvíce moderních komunikačních technologíí jako je připojení 
k internetu přes Wi-fi, nebo GPRS, nebo navigaci GPS. 
Bohužel nalézt program pro pěkné prohlížení obrázků je složité. V této bakalářské práci je 
popsán postup  vytváření aplikace založené na zobrazování obrázků za použití DirectX. Tato 
technologie zatím nebyla použita k zobrazování obrázků pro zařízení se systémem Windows Mobile. 
Bude tedy zajímavé pozorovat jak si mobilní telefon poradí s hardwarovou podporou vykreslování 
zajištěnou DirectX.  
Aplikace by také měla umět označování (tagování) lidí a dalších objektů na fotografii. Dalším 
prvkem prohlížeče obrázků by měl být upload fotografií s popiskem na Facebook.  
V průběhu vytváření této bakalářské práce jsem ji rozdělil do několika důležitých kapitol. 
V úvodních kapitolách jsem se snažil popsat technologie, které jsem použil, nebo které by čtenář 
mohl případně použít ve svých aplikacích. Hlavně jsem chtěl čtenáře seznámit s platformou Windows 
Mobile a DirectX. Přičemž programování v DirectX je věnován největší důraz. 
V následujících kapitolách jsou popsány hlavní komponenty vytvořené aplikace, způsob 
animace a vykreslování obrázků a další nezbytnosti pro konstrukci prohlížeče obrázku Image Viewer. 
Všechny tyto informace jsou doplněny o názorné obrázky, nebo snímky obrazovky z vytvořené 
aplikace. Čtenář se zde také dočte s jakými problémy jsem se v průběhu vývoje setkal a jak jsem je 
řešil. 
V závěrečných kapitolách je provedeno celkové zhodnocení výsledné aplikace. Zmíním se o 
testování a o případném budoucím vývoji. 
Poslední stránky této práce jsou pak věnovány přílohám, ve kterých se čtenář dozví jak 
aplikaci Image Viewer nainstalovat a používat. 
V této bakalářské práci jsou všechny kódy zapsány v jazyku c#. Po čtenáři jsou vyžadovány 
základní vědomosti z oblasti informačních technologií a matematiky. 
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2 Technologie 
V této kapitole budou popsány technologie, které byly použity k vytvoření aplikace. Tyto technologie 
jsou ve většině případů určeny pro mobilní zařízení, proto  jsou také ochuzeny o některé více či méně 
důležité funkce dostupné v desktopových verzích. 
2.1 Windows Mobile 
Windows Mobile je operační systém firmy Microsoft, určený pro mobilní zařízení. Je založen 
na Windows CE a používá vzhled odvozený od klasických Microsoft Windows a malou podmnožinu 
jejich Win32 API, má však zcela jiné hybridní jádro. Cílem firmy Microsoft bylo vytvořit platformu 
podobnou desktopovým verzím Windows. Microsoft pro tento systém vytvořil i speciální verze 
desktopových programů jako jsou Office Mobile, Internet Explorer, Media player. [1] 
 
Zařízení s Windows mobile podporují celou řadu rozhranní, pro ilustraci jen některé z nich : 
Wifi, IrDA, bluetooth, GPS. Proto se tento systém používá pro široké spektrum zařízení od kapesních 
počítačů PDA, MDA až po GPS navigace. Doposud  byly uvolněny 3 hlavní verze tohoto systému, 
přičemž se očekává nová verze, která bude v krátkém čase uvedena na trh. [1] 
 
Všechny verze tohoto systému mají místo plochy u klasických Windows pro stolní počítače 
obrazovku „dnes“. Ta se skládá ze stavové lišty, která je obvykle v horní části obrazovky, a 
z nastavitelné plochy zabírající zbytek displeje. V liště se nachází ikonka „start“, přes tuto ikonu 
uživatel přistupuje k nainstalovaným programům a nastavením telefonu. Dále v liště najdeme datum, 
čas, stavové ikony Wi-Fi, Bluetooth a další. 
Plocha zahrnuje zbytek displeje a obsahuje informace o nadcházejících událostech, e-mailové 
zprávy, sms zprávy, zmeškaná volání a další. Zobrazování těchto informací si uživatel může sám 
nastavit. 
Obrazovka „dnes“ se v každé verzi více či méně mění. V dalším textu budou přiloženy 
snímky obrazovky jednotlivých verzích. [1] [2] 
2.1.1 Windows Mobile 2003 
Windows Mobile 2003 je založen na platformě Windows CE 4.2. Celý systém byl kompletně 
přepracován a hlavně optimalizován, čehož důsledkem je znatelně rychlejší odezva systému na 
stejném zařízení než u dřívějších verzí1. Jednou z významných změn je například podpora protokolu 
IPv6.  
Poslední verze tohoto systému byla uvolněna 23. června 2003 a dělila se do čtyři vydání: 
 
 Windows Mobile 2003 for Pocket PC Premium Edition 
 Windows Mobile 2003 for Pocket PC Professional Edition 
 Windows Mobile 2003 for Smartphone 
 Windows Mobile 2003 for Pocket PC Phone Edition  
 
 V dalším vývoji se pracovalo až na systém s označením Windows Mobile 5.0. [1] [3] 
 
                                                     
1
 Pocket PC 2002 – předchůdce Windows Mobile 
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Obr. 1 Obrazovka „dnes“ Windows Mobile 2003 [4] 
2.1.2 Windows Mobile 5 
Windows Mobile 5.0 označovaný jako Magneto, byl představen 9.5.2005 na Mobile and 
Embedded Developers Conference 2005 (MEDC) v Las Vegas. Systém je založen na Windows CE 
5.0 a používá .NET Compact Framework. Vývojářům se v této verzi podařilo zvýšit výdrž baterie 
zařízení na jedno nabití. Dále tvůrci přidali novou verzi Office Mobile a Windows Media Player 10 
Mobile. Vývoj pak směřoval k verzi Windows Mobile 6. [1] 
 
 
 
 
 
 
 
 
   
Obr. 2 Obrazovka „dnes“ Windows Mobile 5.0 [4] 
2.1.3 Windows Mobile 6 
 Windows Mobile 6 vyvíjený pod označením Crossbow, je nejnovější verze tohoto mobilního 
operačního systému. Ta byla představena 12. února 2007 na 3GSM World Congress 2007. Existují 
celkem tři verze systému: 
 
 Windows Mobile 6 Standard pro smartphony 
 Windows Mobile 6 Professional pro PDA s integrovaným telefonem (Pocket PC Phone 
Edition) 
 Windows Mobile 6 Classic pro PDA bez telefonního modulu. 
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V těchto systémech byla kompletně přepracována obrazovka „dnes“, která umožňuje  snadnější 
přístup k funkcím přístroje bez použití stylusu2. Tímto se firma Microsoft inspirovala hlavně u 
populárního Iphone firmy Apple. Dalším výrazným zlepšením je skládání sms zpráv do vláken. 
Každé vlákno obsahuje komunikaci odesilatele s příjemcem a vytváří historii zpráv sms. Snaha firmy 
Microsoft o vytvoření zcela nového systému vyústila ve vývoj Windows Phone 7. [1] 
 
Obr. 3 Obrazovka „dnes“ Windows Mobile 6 [4] 
2.1.4 Windows Phone 7 
Tato velmi očekávaná verze operačního systému pro chytré telefony má vyjít během roku 
2010. Microsoft zatím na prezentaci produktu poskytl jedno oficiální video s novým operačním 
systémem.  
Systém podle dostupných zdrojů bude mít spoustu výhod jako je například podpora 
Silverlight a XNA, ale také spoustu nevýhod. Největší nevýhodou bude asi nekompatibilita programů 
pro dřívější verze Windows mobile s novým systém. V tomto ohledu Microsoft musel vyvinout 
speciální verze programů jako jsou Office Mobile nebo Outlook. 
Všechny programy, které si uživatel bude chtít do Windows Phone mobilu nainstalovat bude muset 
stahovat z MarketPlace, čímž chce Microsoft konkurovat firmě Apple, která slaví úspěch se svým 
Iphone a AppStore. [5]  
 
 
 
 
 
 
 
 
 
 
 Obr. 4 Obrazovka „dnes“ Windows Phone 7 [4] 
                                                     
2
 Podlouhlá tyčinka připomínající pero. Používá se nejčastěji s dotykovou obrazovkou, přičemž stylus umožňuje 
přesnější výběr než při interakci pomocí prstu. 
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2.2 Zařízení s Windows Mobile. 
Přístroje používající Windows Mobile, vyrábí nespočet výrobců. Jde o značky jako LG, Motorola, 
HTC, Asus, BlackBarry a další. V dnešní době tyto zařízení nejsou jenom  lepší kalkulačkou. 
Skutečně pomalu nahrazují  desktopové zařízení. Hlavní předností těchto přístrojů jsou rozměry a 
neustále se zvyšující výkon. Tento výpočetní výkon procesoru se u nových zařízení pohybuje okolo 
1GHz. S tím souvisí i nasazení DirectX a OpenGL SE, zařízení již jsou schopna plné akcelerace.  
2.3 Visual studio a Windows Mobile Developer 
Tool Kit 
Pro vývoj aplikací pro Windows mobile poskytuje Microsoft vývojové prostředí Visual Studio a 
Developer Tool Kit. Visual studio ve své základní verzi má jen jedno SDK a to pro Windows mobile 
5.0 . Programování aplikací pro vyšší verze systému Windows mobile jako je např. 6.5, vyžaduje 
doinstalaci Windows Mobile 6.5 Developer Tool Kitu. Tento toolkit obsahuje dokumentaci, ukázkové 
příklady, hlavičkové soubory, knihovny, emulator a další nástroje důležité pro chod na zařízení s 
operačním systémem Windows mobile 6.5. [6] 
 
Obr 5. Ukázka emulátoru ve verzi 6.5 
2.4 NET Compact Framework 
Po nainstalování Developer Tool Kitu se již může vytvářet ve Visual studiu aplikace  pro Windows 
Mobile zařízení. Díky .NET Compact Frameworku (dále .NETCF)  lze do projektu snadno přidávat 
např. tlačítka a další před připravené komponenty. Microsoft .NETCF je tedy verzí .NET 
Frameworku, která je určena pro běh na mobilních zařízeních, jako jsou PDA, mobilní telefony a set-
top boxy. Tuto technologii podporuje i herní konzole Xbox 360. Zatím poslední verze 3.5 byla 
vydána 25. ledna 2008.   
       .NET Compact Framework používá některé shodné knihovny tříd jako klasický .NET Framework  
a také pár knihoven navržených speciálně pro mobilní zařízení. Bohužel zde mnoho důležitých 
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komponent chybí. V takových případech lze nalézt knihovny třetích stran. Důvod redukce klasického 
.NET Frameworku je omezený paměťový prostor přenosných zařízení. [7] 
  
 .NETCF tak, jako jeho desktopová verze .NET je programovatelná v  jazycích C#, nebo Visual 
Basic.NET, které Microsoft neustále vyvíjí. V dnešní době je velice očekávanou verzí c# .NET ve 
verzi 4.0. 
2.4.1 Threading 
Thread (též Vlákno) je „light-weight“ proces. Použitím vláken je umožněno vytvořit aplikaci, kde 
budou některé operace prováděny paralelně. V jednoprocesorových mobilních zařízeních se dá spíše 
mluvit o pseudo-paralelních operacích.  
  Vlákna se často používají v programech kdy je nutno zachovat interakci s uživatelem 
prostřednictvím GUI (grafické rozhraní), přičemž v pozadí běží výpočetně náročná operace. [8] 
 
Pro použití tradičních vláken v .NETCF je nutné přidat do projektu knihovnu : 
 
using System.Threading 
 
2.4.1.1 BackgroundWorker 
Je speciální knihovnou .NET Frameworku, bohužel se standardně nenachází v .NETCF. 
BackgroudWorker umožňuje správu pracovních vláken a má jednu velkou výhodu, oproti knihovně 
Threading jelikož po skončení vytvořeného pracovního vlákna vyvovává událost  
RunWorkerCompleted , která zachytí programátorem nastavená metoda. Tato metoda se již vykoná 
v hlavní smyčce programu. Použití této výhody dále nastíním v implementační části mé práce. 
2.5 Facebook development toolkit 
Jedná se o nástroj poskytující aplikační rozhraní mezi sociální sítí  Facebook a vytvářeným 
programem. Tento toolkit je vyvíjen ve spolupráci firem Microsoft a Facebook.  
Bohužel je primárně určen pro desktop a současná verze 3.0 nepodporuje mobilní zařízení. Naštěstí 
starší knihovna 1.7 je s mobilním zařízením a .NETCF  kompatibilní. 
2.6 Managed DirectX 
S nástupem Windows mobile 5.0 a s ním spojený nástup zařízení s lepším procesorem  mělo za 
následek to, že bylo možné začít využívat v programech 3D grafiku. DirectX je sada knihoven 
poskytujících aplikační rozhraní pro umožnění ovládání moderního hardwaru. Jejich cílem je 
maximální využití možností hardwaru pro tvorbu počítačových her, multimediálních  aplikací i 
grafického uživatelského prostředí. Alternativou za DirectX je u přenosných zařízení OpenGL ES. V 
této práci je však zmíněn pouze DirectX a jenom jedna jeho část, Direct3D. [9] [10] 
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2.6.1 Souřadnicový systém Direct3D a Windows mobile 
Direct3D pracuje s pravoúhlým trojrozměrným souřadnicovým  systémem. Oproti 2D počítačové 
grafice zde přibývá třetí rozměr, tzv. hloubka. Díky tomuto novému rozměru se uměle vytvořené 
prostředí tváří více reálněji.  
             Osy souřadnicového systému v Direct3D jsou jako ve většině kartézských 3D souřadnicových 
systémů orientovány tak, že X míří zleva doprava a Y zdola nahoru. V čem se zásadně liší je směr osy 
Z. Existuje pravidlo pravé a levé ruky, podle tohoto pravidla se určuje, kterým směrem osa Z povede. 
Pokud se jedná o levoruký souřadnicový systém osa Z má směr od pozorovatele. Naopak u 
pravorukého souřadnicového systému osa Z směřuje směrem k pozorovateli. V našem případě 
Direct3D používá levoruký souřadnicový systém. Ten je v Direct3D reprezentován čísly typu float. 
[9] [11] 
 
 
 
 
 
 
 
 
 
 
Obr. 6 Pravoruký a levoruký souřadnicový systém [11] 
2.6.1.1 Souřadnicový systém zařízení s Windows Mobile. 
Jedná se o dvojrozměrný pravoúhlý systém, obsahující jen kladné části svých os. Osa X vede zleva 
doprava a osa Y shora dolů. Jednotkou v této soustavě je 1px (pixel), který je v kódu nahrazen 
jednotkou int. 
 
 
 
 
 
 
 
 
 
 
Obr. 7 Souřadnicový systém Windows mobile zařízení 
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2.6.2 Programování s Direct3D ve Visual studiu 
Direct3D pro mobilní zařízení není standardně inkludovanou knihovnou při vytváření nového 
projektu ve Visual studiu. Vložení knihoven do projektu :  
 
using Microsoft.WindowsMobile.DirectX; 
using Microsoft.WindowsMobile.DirectX.Direct3D; 
2.6.3 Vytváření device v Managed Direct3D 
Všechny vykreslující metody využívají instanci třídy Device. Je to objekt reprezentující obrazovku 
počítače. U desktopových systému se Device mapuje na fyzický adaptér připojený k monitoru, u 
mobilního zařízení na obrazovku [9] [12]. Vytvoření instance třídy Device: 
 
Device device = new Device( 
                int adapter, 
                DeviceType deviceType, 
                Control renderWindow, 
                CreateFlags behaviorFlags, 
                PresentParameters presentationParameters); 
 
Parametry : 
 int adapter - Pořadové číslo, které identifikuje použité zařízení. Device s číslem 0 je 
základní zařízení. Největší číslo, které můžeme použít jako parametr je o jedno menší než 
celkový počet všech připojených zařízení [11].  
                           
 DeviceType deviceType - Instance typu Enum, která označuje typ požadovaného zařízení. 
Nejčastěji se používá DeviceType.Default [11] 
                                 
 Control renderWindow - Tento parametr požaduje referenci na rodičovské okno. Indikuje 
prostor, na který se Device váže. [11] 
                                     
 CreateFlags behaviorFlags - Kombinace jednoho nebo více nastavení. Zde Windows 
mobile nenabízí jiné nastavení než CreateFlags.MultiThreaded, který povolí výskyt Device 
ve více vláknech. Další možností je neužít příznak žádný použitím CreateFlags.None [11] 
                                       
 PresentParameters presentationParameters - Objekt třídy PresentParameters popisuje 
parametry vytvářeného objektu Device. V prostředí Windows Mobile musí být parametr 
značící okenní aplikaci PresentParams.Windowed nastaven na true. [11] 
 
     Vytvoření instance třídy Device bývá prvním použitím DirectX v programu. Pokud hardware 
zařízení, kde byl program spuštěn nepodporuje DirectX,  nebo pokud zařízení nemá správný ovladač, 
způsobí pokus o vytvoření instance vyjímku DriverUnsupportedException nebo 
NotSupportedException. 
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2.6.4 OnPaint metoda 
Je základní metoda. V této metodě se vykreslují všechny objekty vytvořeného prostředí. Pro tuto akci 
je jen vyžadována znalost instance objektu typu Device. 
 
     protected override void OnPaint(PaintEventArgs e) 
     { 
         Render(); 
     } 
     private void Render() 
     { 
         device.Clear(CreateFlags flags, 
     int color, 
     float zdepth, 
     int stencil); 
         device.BeginScene(); 
         device.EndScene(); 
         device.Present(); 
     } 
 
Metoda pro vykreslování objektů  má tyto 4 nutné prvky: Clear, BeginScene, Endscene, Present. 
 
Metoda Clear zajistí vyčištění obrazovky od předchozího vykreslení. 
Její parametry jsou:  
 ClearFlags flags – příznak, který indikuje plochu, která se má vyčistit př. Zbuffer tento 
příznak vyčistí depth buffer. 
 int color – barva, kterou se má povrch vyčistit. 
 float zdepth - nová hodnota zdepth, který tato metoda vloží do depth bufferu. Možné 
hodnoty jsou v rozmezí 0.0 až 1.0 přičemž hodnota 0.0 reprezentuje nejbližší vzdálenost k 
pozorovateli, naopak 1.0 nejvzdálenější.  
 int stencil - zachovává hodnotu uloženou v stencil bufferu  
                              
 Po vyčištění obrazovky může započít nové kreslení voláním metody BeginScene a použitím  
vykreslujících funkcí. Kreslení pak ukončíme zavoláním metody EndScene, která jej ukončí. Na závěr 
metoda Present vytvoří výsledný obrázek zobrazený na displeji zařízení. [13] 
2.6.5 Mesh objekty v Direct3D 
Trojrozměrné objekty, zobrazované pomocí Direct3D, bývají typu Mesh. Mesh je síť, která definuje 
tvar objektu. Každá síť se skládá z vertexů, hran a ploch. Tyto prvky jsou základem každého objektu 
a jejich kombinací lze docílit libovolného tvaru. [9] 
Základní mesh objekty Direct3D jsou geometrické útvary typu : Krychle, jehlan, kužel, koule. Příklad 
vytvoření Mesh objektu, v našem případě šestistěnu (krychle nebo kvádr) v Direct3D: 
 
Mesh Mesh.Box(Device device, float width, float height, float 
depth); 
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Parametry: 
 Device device - instance naší obrazovky 
 float width - délka strany podél osy X 
 float height - výška strany podél osy Y 
 float depth- hloubka, jde podél osy Z  
            
Vykreslit takto vytvořený objekt již není problém. V Render() je nutné zavolat metodu SetTexture 
třídy Device. Tou se nastaví textura, která se bude právě vykreslovat. Pokud není textura nastavena, 
scéna zůstane prázdná. Objekt by zde sice byl, ale neměl by žádnou barvu ani texturu tudíž by, 
nebude vidět. Finální vykreslení proběhne v metodě DrawSubset třídy Mesh.  
 
Device.SetTexture(int stage, BaseTexture texture); 
Mesh.DrawSubset(int attributeId); 
 
Obr. 8: Příklad jednoduchého mesh objektu [13] 
2.6.6 Vertex v Direct3D 
Je bod v prostoru popsaný souřadnicemi X,Y,Z. Kromě nich může taktéž obsahovat informace o 
barvě, texturové souřadnice, nebo normovaný vektor používající se k výpočtu stínů. [9] 
2.6.7 Třída Texture v Direct3D 
Renderování objektů za použití barvy není realistické. Pokud chceme navodit dojem realistického 
tělesa musíme použít, jak již bylo zmíněno výše texturu. Textura je obvykle 2D bitmapa namapovaná 
na 3D objekt. Direct3D dokáže renderovat až 8 textur pro jednu primitivu. Každý objekt renderovaný 
v naší scéně vyžaduje souřadnice dané textury, které jsou využity k namapování každého texelu na 
příslušný pixel pří rasterizaci. Texel je název pro element textury, je to také příslušná barevná 
hodnota na adrese textury. Adresa je většinou reprezentována číslem řádku a sloupce, hodnotami jsou 
skaláry, které mohou nabývat hodnot od 0.0 až po 1.0. [11] 
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Obr. 9 Pozice jednotlivých bodů [11] 
 
2.6.7.1 Vytvoření textury 
K vytvoření instance objektu typu Texture budeme potřebovat, objekt Device a úplnou cestu k 
bitmapě. K načtení textury byl v Direct3D vytvořen objekt TetxureLoader, ten s metodou FromFile 
dokáže vytvořit Texture z těchto formátů : .bmp, .dds, .jpg, .png, a .gif . [14] 
 
Texture TextureLoader.FromFile(Device device, string srcFile); 
 
2.6.8 Transformace v Direct3D 
Transformace je provádění matematických operací.V Direct3D jsou operace dvojího druhu. Základní 
transformace jimiž jsou například posun, změna měřítka(scaling), otáčení(rotate). Druhou skupinou 
jsou souřadnice pro zobrazování objektů. Zobrazování trojrozměrných objektů se provádí 
prostřednictvím transformací lokálních souřadnic na globální, aplikací pohledové transformace a dále 
transformace promítání. Všechny uvedené transformace jsou důležité pro generování 3D prostředí. 
[9] 
 
            Geometrické transformace ve 3D, jejichž body mají souřadnice x, y, z, w, mohou být zapsány 
formou matic. Proto například matematická operace pro posunutí, rotaci a otočení je aplikování 
transformační matice T, S, Rx (pozn. x je označení osy, kolem které se bude vše otáčet). 
 
 
𝑅𝑥 =  
1 0 0 0
0 cos𝛼 sin𝛼 0
0 − sin𝛼 cos𝛼 0
0 0 0 1
    𝑇 =  
1 0 0 0
0 1 0 0
0 0 1 0
𝐷𝑥 𝐷𝑦 𝐷𝑧 1
   𝑆 =  
𝑆𝑥 0 0 0
0 𝑆𝑦 0 0
0 0 𝑆𝑧 0
0 0 0 1
  
Rx je rotace kolem osy x, T je matice posunutí, S je matice změny velikosti [15] 
 
Tyto transformace jsou již maticově zapsáný v třídě Matrix. Příklad volání změny měřítka v DirectX : 
 
Matrix Matrix.Scaling(float x, float y, float z); 
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Obr. 10 Skladání transformací, změna měřítka, rotace a posun [15]  
 
         Při modelování prostředí tyto jednoduché transformace nestačí. Dobrou zprávou je, že každou 
požadovanou obecnou lineární trasformaci lze rozložit na posloupnost základních transformací. [15] 
 
        Po vytvoření transformační matice je nutné ji aplikovat. V Direct3D se tak činí pomocí pomocí 
instance třídy Device následujícím způsobem : 
 
device.Transform.World = Matrix ; 
 
2.6.9 Pohled a projekce v Direct3D 
Aby výsledná scéna aplikace nebyla prázdná a něco v ní bylo je zapotřebí přidat pozorovací bod.  
K tomuto účelu byl vytvořen atribut View, ten zastupuje funkci kamery.  
Transformace pohledu přijímá matici, která se skládá z pozice kamery, cíle na který se kamera dívá, a 
vektor směru mířící vzhůru. [11] 
 
Device.Transform.View = Matrix.LookAtLH( 
new Vector3(float x, float y, float z), 
// camera position 
new Vector3(float x, float y, float z), 
// camera target 
new Vector3(float x, float y, float z) 
// camera up vector 
); 
 
       Tato transformace slouží k popisu view frustum (paralelní projekce) naší scény. Můžete si jej 
představit jako komolý jehlan s podstavou typu obdélník. Uvnitř tohoto jehlanu je oblast, kterou 
vidíme na naší obrazovce. 
Jehlan se vytváří pomocí Device.Transform.Projection. Důležitými údaji ve funkci jsou poslední dva 
parametry znearPlane a zfarPlane popisující limity komolého jehlanu. Parametr zfarPlane tvoří 
základ pyramidové struktůry a znearPlane určuje místo kde pyramida končí. [11] 
 
Device.Transform.Projection = Matrix.PerspectiveFovLH ( 
System.Single fieldOfViewY, 
System.Single aspectRatio, 
System.Single znearPlane, 
System.Single zfarPlane) 
 
 14 
V direct3D je nastavení pozice kamery velmi důležité, pokud nenastavíme Projection Transform 
nebude náš view frustum reálně existovat a tudíž nebude mít Direct3D co kreslit. 
 
 
 
 
 
 
 
 
 
 
 
 
 
                      Obr. 11 Paralelní projekce [11]  Obr .12 Určení zorného pole [11] 
 
 
Další část textu je věnována návrhu a implementaci prohlížeče obrázků. Přičemž se text často 
odvolává na již zmíněné skutečnosti z této kapitoly.  
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3 Analýza a návrh aplikace 
Jak již bylo zmíněno v úvodu, tématem této bakalářské práce je vytvořit aplikaci běžící na Windows 
Mobile zařízení, které podporuje vykreslování grafiky pomocí DirectX. 
V minulé kapitole jsme si taky popsali technologie potřebné pro vytvoření aplikace. Tyto 
technologie nyní použijeme k modelování 3D prostředí s obrázky. 
V této kapitole se hlavně zabývám návrhem aplikace, řešení problému efektního zobrazování obrázků 
v prostoru, listování v obrázcích, problémy s nedostatkem paměti. 
3.1 Zeď s obrázky 
Při tvorbě prohlížeče obrázků jsem se musel hlavně zamyslet jak efektivně zobrazit obrázky. Jako 
nejlepší řešení jsem shledal namapovat obrázky na pomyslnou zeď. 
Inspiraci pro tvorbu zdi jsem převzal z projektu Cooliris [16] a 3D WALL [17]  zobrazující 
fotky nebo videa v internetových prohlížečích za použití 3D prostoru. Takové řešení pro Windows 
Mobile jsem zatím nenašel. 
V dalších odstavcích bude vysvětleno jak byla zeď konstruována. 
 
 
Obr. 13 Snímek obrazovky aplikace 3D WALL [17] 
3.1.1 Vytvoření Mesh objektu 
Pří vykreslování obrázků je zapotřebí objekt, na který se obrázky budou mapovat. Tento objekt může 
být vymodelován pomocí Vertexů, kterým pomocí souřadnic určíme polohu a uložíme je do Vertex 
bufferu, nebo můžeme vystačit s předpřipravenými mesh objekty. Nejjednodužší možností je použití 
Mesh objekt typu Box. Tento objekt je charakterizován šířkou, výškou a hloubkou. K vytvoření 
čtverce stačí zanedbat jeden z výše uvedených rozměrů. 
 
Mesh Mesh.box(1.0f,1.0f,0.0f); 
3.1.2 Třída ImageInfo 
K namapování textury na Mesh a k její přemisťování na jiné souřadnice je zapotřebí znalost některých 
základních údajů o obrázku. K tomuto účelu slouží třída ImageInfo. 
Je to nejzákladnější třída, ve které se uchovávají informace o jednotlivých obrázcích.  
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Jejími hlavními atributy jsou vektor polohy objektu Mesh, rozměry šířky a výšky obrázku a textura.  
Kromě uchovávání těchto údajů se stará o vytváření a uvolňování textury při běhu aplikace. 
Instance této třídy jsou vytvářeny při nutnosti zobrazit nový obrázek a uvolňovány jsou při nedostatku 
paměti. Uchovávání atributu textury nejvíce zatěžuje paměť zařízení. 
K uchování instancí typu ImageInfo jsem vytvořil obousměrný seznam TextureList. Tento 
seznam umožňuje vkládání a mazání prvků v obou směrech, čehož jsme využil při řešení paměťových 
nároků aplikace. 
 
 
Obr. 14 Zeď s šipkami směru načítání dalších obrázků 
 
Na obrázku (15) vidíme zeď o šesti sloupcích a třech řádcích. Šipky znázorňují postupné načítání 
obrázků do zdi pomocí vláken. O těch bude zmíněno v části 3.4. 
Každý obrázek je zastoupen instancí třídy ImageInfo a uložen v TextureList. Čísla u 
jednotlivých obrázků značí index v seznamu TextureList. 
3.1.2.1 Zjištění rozměrů obrázku 
Jak již bylo řečeno výše v této třídě se uchovávají informace o obrázcích, tyto informace musí 
konstruktor při vytváření instance třídy ImageInfo znát. 
Efektivní získání informací o výšce a šířce, aniž by tato akce zbytečně zatěžovala zařízení, bylo 
nejsložitějším problémem, který jsem musel vyřešit. V průběhu vývoje jsem použil dva způsoby jak 
tyto údaje získat.  
 První cestou je využití objektu třídy System.Drawing.Bitmap a konstruktoru : 
 
        public Bitmap(string filename);  
 
    K vytvoření tohoto objektu je zapotřebí cesta k obrázku. Po jeho vytvoření lze přes atributy 
Width a Height třídy Bitmap zjistit výšku a šířku obrázku. 
Toto řešení je u mobilních zařízení velice nevýhodné, jelikož vytvoření instance je nutno značné 
množství výpočetního výkonu procesoru a relativně velké množství paměti. Aplikace pak kvůli 
pouhému zjišťování rozměrů nemá dostatek paměti pro vytvoření textury. 
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Vzhledem k tomu že nejpoužívanějším formátem obrázku je .jpeg  můžeme použit externí 
knihovnu JPEGator [18] speciálně přizpůsobenou pro běh na .NETCF. 
Tato knihovna dokáže jednoduše bez velkých paměťových nároků zjistit výšku a šířku obrázku. 
Po přidání .dll knihovny, lze použít následující kód :  
 
JPEGator.Decompress decomp = new JPEGator.Decompress();                   
Stream fs = File.OpenRead(string path); 
decomp.Start(fs); 
 
Po vytvoření objektu třídy Decompress, použijeme metodu Start(), která po přijetí Streamu 
obrázku jako parametr provede jeho analýzu. Atributy InputWidth a InputHeight objektu Decompress 
pak obsahují informace o rozměrech.  
Nevýhodou tohoto řešení je fakt, že se dá použít jen na obrázky typu .jpeg. Proto pro 
zjišťování rozměrů .jpeg souborů je výhodné použít JPEGator a pro ostatní typy třídu Bitmap. 
 
Použitím JPEGatoru se mi povedlo aplikaci o 60% zrychlit, program taky dokázal načíst o 
osmnáct obrázků průměrné kvality více bez nutnosti uvolňení již načtených obrázků. 
JPEGator se dá také použít při vytváření náhledů. Těm je věnována část 3.8.2. 
3.1.2.2 Vytvoření objektu Texture 
Dalším atributem třídy ImageInfo je Texture. Jedná se o texturu, která je namapována na Mesh. Tato 
textura se vytvoří pomocí třídy TextureLoader a její metody FromFile, která požaduje jako parametr 
cestu k obrázku. 
K vytvoření textury docházi ve váknech (více o nich v kapitole 3.4). Tento proces značně 
vytěžuje procesor. Z tohoto důvodu se textura neuvolňuje pokud je v paměti zařízení dostatek místa. 
3.1.3 Metoda Render() 
Je metoda, která překresluje celou scénu. Je vždy volána pokud je zařízení zděleno, že vykreslené 
prostředí není aktuální zavoláním funkce invalidate(). Příkladem může být označení některého 
obrázku, nebo posunutí zdi. 
Její hlavní funkcí je vykreslit obrázky, které jsou obsaženy v TextureList. 
Jelikož v naší scéně je jeden objekt mesh, stará se tato metoda jen o jeho vykreslení a správné 
otexturovaní. Znamená to tedy, že pro každý prvek seznamu TextureList aplikace změní nastavení 
Mesh objektu. Nyní je důležité vysvětlit proč v naší scéně je jen jeden Mesh. 
Uchovávání bodů v paměti přístroje je náročné, proto nemůžeme pro každý obrázek vytvářet 
samostatnou síť bodů (Mesh). Aplikace by se tím stala paměťově enormně vytíženou a nepoužitelnou. 
Vytvoření jednoho Mesh objektu tuto situaci vylučuje. Mesh objekt je pak v metodě Render() 
transformován do požadované velikosti a posunut na své souřadnice, následně je zavolána metoda 
třídy Device pro otexturovaní a vykreslení Meshe. 
3.1.3.1 Scaled 
Velikost šířky a výšky Meshe je na počátku stejná a to 1.0f, tato velikost je také maximální velikostí, 
kterou Mesh může zabírat. K zachování správných velikostí obrázku musíme Mesh transformovat.  
Nesmíme také zapomínat, že displej mobilního zařízení není čtverec ale obvykle obdélník 
natočený delší stranou na šířku, nebo na výšku. Tyto problémy řeší metoda Scaled. Tato metoda 
dokáže podle velikosti displeie a originálních rozměrů obrázků přizpůsobit vykreslovaný Mesh.  
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3.1.3.2 Transformace pohledu 
Další nedílnou součástí metody Render() je  transformace pohledu. Pokud se změnila pozice kamery, 
např. tažením prstu po obrazovce, změní se i pozice kamery. Proto je nutno prostředí s novými 
pozicemi kamery znovu vykreslit. K této problematice se vrátíme v kapitole  3.2 Animace. 
3.2 Animace 
V minulé části tohoto textu jsme si vysvětlili  jak pracuje vytváření zdi, a jak se vykresluje. Nyní si 
řekneme, jak se vytváří animace pro pohyb se zdí. K tomu, aby tahem prstu po obrazovce nastal 
plynulý pohyb bude zapotřebí animací. Animace se dá vytvořit dvěma způsoby. 
 
První způsob je pohybováním obrázků po 3D prostředí do čtyř směrů( nahoru, dolů, vlevo, 
vpravo). Tento způsob má hned několik nevýhod. 
Jedna z největších nevýhodou je, že pozice všech mesh objektů by se musely pracně přepočítávat. 
 
Naproti tomu druhý způsob, kdy posunujeme jen kameru je daleko lepší. Zde stačí jen upravit 
vektory kamery a vykreslit. Odpadá tím přepočítávání pozic pro všechny objekty naší scény. 
3.2.1 Nastavení pozice kamery 
Každá scéna v 3D prostředí musí vlastnit bod, neboli kameru, ze kterého se pozorovatel bude dívat. 
V hlavní tříde má právo měnit pozice kamery vetšina metod. Pokud bude chtít aplikace změnit pohled 
na zeď stačí ji k tomu nastavit šest globálních proměnných této třídy a povolit časovač.   
         
private float finish_camera_target_X; 
private float finish_camera_target_Y; 
private float finish_camera_target_Z; 
 
private float finish_camera_target_X; 
private float finish_camera_target_Y; 
private float finish_camera_target_Z; 
 
Jak již bylo zmíněno v kapitole 2.6.9 Device.Transform.View je atribut, který uchovává 
matici pohledu skládající se z camera position, camera target a camera up vector. Nám stačí 
v metodě Render() nastavit dva vektory této matice. Těmi jsou camera position a camera target. 
Render() tedy vykresluje kameru podle hodnot těchto vektorů.  
 
device.Transform.View = Matrix.LookAtLH(                  
new Vector3(camera_position_X, camera_position_Y, 
camera_position_Z), 
new Vector3(camera_target_X, camera_target_Y, 
camera_target_Z), 
new Vector3(0.0f, 0.1f, 0.0f) 
); 
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3.2.2 Časovač 
Časovač tzv. timer je měřič času, který po uplynutí nastaveného počtu milisekund vytvoří událost, 
která je odchycena zadanou metodou. V našem případě se metoda jmenuje updateTimer_Tick. 
Tato metoda reaguje na časovač updateTimer. 
 
private void updateTimer_Tick(object sender, EventArgs e) 
 
Vykreslování animací není vždy potřeba. Pokud uživatel v daný okamžik s objekty nepracuje  
není ani důvod znovu prostředí vykreslovat. Proto se časovač povoluje a zakazuje. Časovač povolíme 
zavoláním metody EnableTimer(). O ukončení časovače se už stará metoda updateTimer_Tick. 
3.2.3 Krokování animace v updateTimer_Tick 
Jak si jistě pozorný čtenář všiml v kapitole 3.2.1 bylo zmíněno, že pokud aplikace chce posunout 
kameru na určité souřadnice stačí jí nastavit prvky vektorů finish_camera_target, 
finish_camera_position a spustit časovač. Metoda Render() pak vykreslí kameru podle vektorů 
camera_target a camera_position. To znamená, že po uplynutí jednoho tiku časovače v této metodě 
dochází k pomalému přibližování hodnot vektorů camera_target a camera_position k 
finish_camera_target a finish_camera_position do té doby, než se rovnají, pak se časovač zakáže. 
Situaci ilustruje obrázek snímající prostor zeshora.  
 
Obr. 15 Animace 
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Obr. 15 ilustruje situaci, kdy chceme pohled kamery posunout doprava na jinou pozici. Tato 
pozice je po tahu prstu, nebo po jiné akci měnící pozici kamery známá. 
V metodě updateTimer_Tick dělím rozdíl mezi aktuální pozicí a pozicí, kde by se kamera měla dostat 
třemi a pak ji přičítám k aktuální pozici při každém ticku. Tímto se vytvoří plynulý pohyb.  
3.3 Prohlížení 
Většina zařízení s Windows Mobile vlastní dotykovou obrazovku. Ta se ovládá stylusem, nebo 
v dnešní době čím dál více preferovaným prstem. Proto je i veškeré ovládání spojené s nakláněním, 
posunováním, přibližováním kamery k obrázkům uskutečňováno pomocí prstu.  
3.3.1 Interakce s obrazovkou 
K odchycení kliku na obrazovku jsou v .NETCF vytvořeny příslušné události. Ještě před tím než si 
vysvětlíme jak tyto události použít je třeba si říci, že kliknutí na obrazovku nahrazuje myš u 
desktopových počítačů. 
Existují tři důležité události. MouseDown, MouseUp, MouseDown. Při vyvolání události 
MouseDown nastal dotek s obrazovkou. Metodě, která je touto událostí vyvolána jsou v argumentu 
předány souřadnice kliknutého bodu. Tento bod je počátečním bodem při posouvání kamery. 
Koncový bod je pak bod vzniklý událostí MouseUp při ukončení dotyku s obrazovkou. 
3.3.1.1 Posunutí kamery 
Jakmile je znám bod stisku a bod uvolnění, lze z těchto bodů vyvodit pohyb kamery. 
Jak jsme si řekli v kapitole 2.6.1 souřadný systém Direct3D a Windows Mobile zařízení je odlišný, 
proto je zapotřebí najít vhodný převod mezi těmito systémy. Jako nejvhodnější jsem shledal rozdíl 
mezi počátečním bodem a koncovým (jednotky integer) vydělit číslem padesát a převést do čísla ve 
formátu float, ve kterém pracuje Direct3D. Příklad použití převodu pro získání nové pozice kamery: 
 
finish_camera_position_X+= 
(click_position.X - move_position.X)/50; 
 
click_position uchovává informace o počátečním bodu. 
move_position uchovává bod, na který se prst posunul, tzn. koncový bod. 
 
Animaci docílíme přičtením rozdílu počátečního a koncového bodu k finálnímu vektoru 
finish_camera_position. Do tohoto bodu se kamera v budoucnosti chce dostat. Postup při vytváření 
animace je znázorněna na Obr. 15. 
3.3.2 Způsoby prohlížení  
Nejdůležitější části programu je prohlížení obrázků. Z tohoto důvodu jsem této části věnoval velkou 
pozornost. Ve vývoji jsem se inspiroval nejznámějšími prohlížeči. V aplikaci jsem celkově 
implementoval dva módy jejich prohlížení. Oba mají své výhody a nevýhody, které dále popíši. 
3.3.2.1 Prohlížení celé zdi  
Nejzákladnější prohlížecí mód. V tomto módu se aplikace nachází po jejím zapnutí. Pohled je 
směrován na zeď z větší vzdálenosti. To znamená, že v zorném poli  je vidět větší počet obrázků. To 
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je také největší výhodou. Aplikace podává informace, které obrázky jsou namapovány na zdi, avšak 
pro detailnější prohlížení musíme přejít do jiného módu.     
 
Obr. 16      Obr. 17 
 
Obr. 16 a 17 Základní prohlížení celé zdi. Snímek obrazovky aplikace Image Viewer. 
 
Obrázky, které jsou na zdi a aktuálně nejsou v zorném poli, zobrazíme tažením od jednoho 
konce obrazovky k druhému. Zeď se pohne stylem jaký byl popsán v kapitole 3.3.1.1.  
Přiblížením kamery blíže ke zdi můžeme částečně vyřešit problém detailního prohlížení. 
Přiblížení můžeme vidět na Obr. 17. 
3.3.2.2 Přiblížení 
Je mód pro detailnější prohlížení obrázků. K inicializaci módu  musíme nejprve cílený obrázek 
označit. Na Obr. 16 je vidět označený objekt jako bíle orámováný. Po označení obrázku na něj znovu 
klikneme. Následuje animace zazoomování a obrázek je natažen přes většinu displeje. 
Z implementačního hlediska se jedná jen o přiblížení kamery blíže k obrázku. Situace je znázorněna 
na Obr. 18 
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Obr. 18 Zazoomování.  
 
V tomto módu je možno pohybovat se po ostatních obrázcích jenom ve čtyřech směrech a to 
tažením nahoru, dolu, doprava, doleva. Podle počátečního bodu a koncového bodu tahu se určí, ve 
kterém směru chtěl uživatel obrázek zobrazit. 
Díky tomu, že obrázky jsou v seznamu TextureList a jsou indexově zastoupeny, jak je znázorněno na 
Obr. 14, lze podle pohybu přemístit kameru na pozici požadovaného obrázku. Doprava a doleva 
zobrazením obrázku s indexem o tři větším, nebo menším a nahoru a dolu jeho zmenšením nebo 
zvětšením o jedna. 
 
Obr. 19 Zazoomovavý obrázek 
 
Jakmile se obrázek nachází v režimu zazoomování a uživatel by se chtěl vrátit zpět 
k prohlížení celé zdi, stačí mu jednou kliknout na právě zazoomovaný obrázek. Nastane opačná 
situace než je znázorněná na Obr. 18 a obrázek se animací odzoomuje. 
Nevýhodou tohoto zobrazení je nemožnost načítání dalších obrázků na hranici zdi. 
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3.4  Vlákna 
V kapitole 2.4.1 jsem vysvětlil co jsou vlákna a k čemu je dobré je použít. V mé aplikaci slouží 
vlákna k vykonávání nejnáročnějších operací, jako jsou načítání obrázků a vytváření textury. 
Aby se aplikace nestala neinteraktivní v průběhu načítání, musel jsem se zamyslet, jak co 
nejlépe načítat obrázky. Dalším problémy pak spočívaly v tom jak je nejlépe vkládat do seznamu 
TextureList a v metodě Render() zobrazit včetně efektivního zamykání sdílených prostředků. 
3.4.1 Sdílené prostředky 
Jak již bylo řečeno dříve .NETCF obsahuje knihovnu System.Threading umožňující vláknění. Druhou 
možností je použití knihovny BackfroundWorker, která je součástí .NET, přestože v .NETCF není 
implementována, může si ji programátor stáhnout jako .dll soubor a přidat k projektu. [19] 
 
Předtím než si zvolíme způsob použití vláken, musíme si uvědomit že budeme potřebovat 
přidávat instance třídy ImageInfo (kde jsou informace o právě načteném obrázku) do seznamu 
TextureList. Dále bude nutné sdílet instanci třídy Device, jelikož i tento objekt spolu se seznamem 
TextureList bude nutno používat v hlavní smyčce při vykreslování obrázků a ve vláknech k získávání 
informací o obrázcích.   
3.4.1.1 Device 
Pokud budeme chtít ve vláknech načítat obrázky, musíme vyřešit problém se sdílením objektu 
Device. 
 Jednou z možností je použití zamykání, avšak objekt Device se používá v aplikaci příliš často 
na to, aby bylo zamykání výhodné. 
Další možností je použití příznaku při vytváření objektu Device. Místo nejčastěji používaného 
CreateFlag.None vložíme CreateFlags.MultiThreaded. S tímto příznakem se již nemusíme starat a 
.NETCF sám řeší případné kolize v přístupu k tomuto objektu.  
Použití příznaku CreateFlags.MultiThreaded v aplikacích se v diskuzních fórech zabývajícím 
se vývojem pro Windows Mobile nedoporučuje. Hlavním důvodem je, že aplikace se stane výpočetně 
náročnější a tím i pomalejší. Toto chování je v rozporu s původním plánem aplikaci urychlit. 
Proto jsem se rozhodl využít BackgroundWorkeru a metody, která se po skončení vlákna spustí 
v hlavní smyčce programu. 
3.4.1.2 Práce s vlákny pomocí BackgroudWorker  
V hlavní smyčce po spuštění aplikace spustíme jedno vlákno, to načte všechny potřebné informace o 
obrázku a vytvoří ImageInfo objekt, který se vloží do sdíleného pomocného seznamu. Pomocný 
seznam slouží k uchování instancí třídy ImageInfo před tím, než bude možno zamknout seznam 
TextureList a tyto objekty do něj přesunout. 
Po skončení vedlejšího vlákna se vytvoří událost, kterou odchytí metoda již pracující v hlavní 
smyčce. 
V ní se pomocí třídy ImageInfo vytvoří textura. Po této akci je vše přichystáno ke kopírování 
z pomocného seznamu do hlavního TextureList a vytvoření nového vlákna pro načítání dalších 
obrázků. 
Tímto řešením se již nemusí objekt Device sdílet v ostatních vedlejších vláknech a díky 
pomocnému vláknu se TextureList zamyká jen jednou, což má pozitivní dopad na výkon celé 
aplikace. 
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Obr. 20 Princip fungování BackgroundWorkeru 
3.5 Načítání a uvolňování obrázků 
Paměť zařízení Windows Mobile, která spravuje Direct3D je velikostně omezená. To znamená, že do 
ní obvykle nedokážeme vložit všechny textury obrázků ze složky. Je nutno tedy vymyslet efektivní 
způsob jak zobrazit všechny obrázky v adresáři.  
V aplikaci mého mobilního telefonu je problém řešen tak, že zobrazování je limitováno jen na 
devadesátdevět obrázků. Takové řešení je však velice nevyhovující, uživatel je tímto velice omezen. 
Proto jsem navrh uvolňovací systém, který tento problém řeší. V další části textu se jej pokusím 
vysvětlit. 
3.5.1 Okrajové části 
Základní myšlenka uvolňování obrázků ze zdi vychází z faktu že zorné pole zahrnuje jen její určitou 
část a  každá takto vytvořená zeď má začátek a konec. V pravém slova smyslu nejde určit, kde je 
začátek a kde konec. Z tohoto důvodu je budu označovat jako levá a pravá okrajová část. 
Okrajové části se vyznačují tím, že za nimi již nejsou žádné obrázky. Je tu tedy prostor pro 
zobrazení dalších obrázků. 
3.5.1.1 Funkce okrajových částí  
Jakmile se vektor kamery finish_camera_target dívá za, nebo na okrajovou část, je to znamením pro 
aplikaci, že uživatel došel na konec zdi a rád by si prohlédl i ostatní obrázky. Proto se spustí nové 
vlákno, které do načte další  řadu obrázků. Okrajová část se automaticky posouvá za právě načítané 
obrázky. 
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Obr. 21 Načítaní další řady obrázku. Červeně naznačený obrázek se právě načítává 
 
3.5.1.2 Uvolňování obrázků 
Jak bylo zmíněno již v úvodu není většinou možné na zeď namapovat všechny obrázky ve složce, 
proto je nutné při nedostatku paměti obrázky uvolnit. Uvolnění obrázků probíhá při odchycení 
vyjímky, která vznikla vytvářením nové textury. Touto vyjímkou je OutOfMemoryException.  
Aplikace po jejím odchycení zjistí, že pro vytvoření nové textury není dostatek paměti. Zjistí 
si, na kterou stranu se má obrázek načíst, následně uvolní první obrázek na opačné straně zdi, tzn. že 
zavolá destruktor textury a odstraní záznam ze seznamu TextureList. Po vymazání se aplikace pokusí 
znovu načíst obrázek.  
3.6 Tagování 
Při vytváření aplikace Image Viewer jsem si uvědomil, že uživatelům nebude stačit jen pěkné 
prohlížení obrázků, budou chtít něco navíc. V této první verzi aplikace se mi podařilo zprovoznit 
tagování objektů na fotografiích.  
3.6.1 Tagování objektů jedním tahem 
K označení objektů na fotografiích stačí vybrat obrázek a zmáčknout žlutou šipku. V tomto módu 
zobrazení obrázků nejde listovat, ani jinak prohlížet ostatní obrázky než jen ten, který si uživatel na 
počátku vybral.  
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Pro označní objektů na obrázku jsem zvolil jednoduchou metodu tažením prstem přes objekt. Tahem 
se objeví modrý rámeček rámující vybraný objekt a kolonka na vyplnění popisu. 
 
 
Obr. 22 Tagování a popis 
3.6.2 Ukládání tagů  
Uživatel si nejspíš své otagováné objekty bude chtít uložit a načítat je při prohlížení obrázku. 
Nejvhodnějším způsobem jak tyto data uložit je formát XML. K práci s XML soubory jsem si 
vytvořil třídu RamXML. Ta se stará o ukládání, načítání a mazání v XML pomocí instance třídy 
XmlDocument. Tato třída vytváří editovatelnou stromovou strukturu. 
Návrh XML souboru:  
 
<?xml version="1.0" encoding="utf-8" ?> 
<obrazky> 
  <obrazek cesta=""> 
    <ram> 
    <start_x></start_x> 
    <start_y></start_y> 
    <end_x></end_x> 
    <end_y></end_y> 
    <popisek></popisek> 
    </ram> 
  </obrazek> 
</obrazky>  
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XML se skládá z následujících uzlů: 
 obrázky – zahrnuje všechny informace o otágovaných obrázcích. 
 obrázek –  obsahuje informace o jednom konkrétním obrázku, který je určen jeho cestou. 
 ram –  jedno konkrétní otagování 
 start_x –souřadnice osy x  při doteku s obrazovkou 
 start_y  –  souřadnice osy y při doteku s obrazovkou 
 end_x  –  xová souřadnice posledního bodu tahu po obrazovce 
 end_y  –  yová souřadnice posledního bodu tahu po obrazovce 
 popisek  –  popisuje označený objekt 
 
Obr. 23 Obrázek s označením. 
 
3.7 Propojení s Facebookem 
Stále více svých přátel najdeme na sociálních sítích. Největšího rozmachu v této době zažívá 
mezinárodní sociální síť Facebook. Jedná se o internetový portál spojující lidi. 
Lidé, kteří si zde vytvářejí své profily nacházejí nové přátelé, sdílejí s nimi své fotografie, nebo 
využívají jiných možností, které tato síť nabízí. 
V dnešní době se stal Facebook velice populární mezi mladými lidmi a programátory 
webových aplikací. Facebook totiž vytváří své vlastní aplikační rozhraní pro weby a desktopy. 
 
3.7.1 Facebook Development Kit 
Je aplikační rozhraní pro použití na desktopech. Bylo vytvořeno Facebookem a firmou Microsoft a je 
primárně určen pro interakci s .NET frameworkem a aktuálně se nachází ve verzi 3.0. 
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V aplikaci Image Viewer jsem se jej rozhodl použít k uploadu a popisu obrázků.  
Musel jsem nejprve vyřešit problém s kompatibilitou, jelikož poslední verze 3.0 je s .NETCF 
nekompatibilní. Po přidání knihovny k projektu se všechny ostatní knihovny .NETCF nakopírovaly 
do zařízení a Visual studio indikovalo chyby na nesmyslných řádcích. Proto jsem hledal jiné 
alternativy, nakonec jsem našel verzi 1.7, ta již s .NETCF fungovala.     
3.7.1.1 Založení projektu 
Před samotným propojením aplikace s Facebookem je nutné jí vytvořit stránku. K tomu je nutné mít 
na Facebooku účet. Po přihlášení pak můžete v sekci developers vytvořit stránku nové aplikace.    
Po vyplnění nezbytných údajů potřebných k jejímu vytvoření dostaneme tzv. aplication Key a 
secret key. Přes tyto dva klíče se pak můžete ze své aplikace připojit k Facebooku. 
Jakmile jsme získali klíče musíme vytvořit instanci třídy 
Facebook.Components.FacebookService. Této instanci pak předáme klíče a návážeme spojení 
s Facebookem. 
 
FacebookService.ApplicationKey = "xxxxxxxxxxxxxx"; 
FacebookService.Secret = "yyyyyyyyyyyyyy"; 
 
Pro upload fotek pak stačí zavolat  metodu UploadPhoto().  
 
FacebookService.UploadPhoto(string albumId, FileInfo 
uploadFile, string caption); 
 
Po jejím zavolání aplikace vyzve uživatele k zadání uživatelského jména a hesla k Facebook 
účtu a následně odešle fotku do alba aplikace Image Viewer 3D. 
Jakmile je fotka odeslána přejde aplikace znovu do režimu zobrazování obrázků.  
 
Obr. 24 Snímek obrazovky z logovací obrazovky 
 
 29 
3.7.1.2 Zhodnocení použití Facebook Development Kitu 
Tento toolkit neobyčejně zpříjemňuje práci s Facebookem. Vývojářům šetří čas a je pravidelně 
aktualizován a vyvíjen, čímž je zajištěna kompatibilita s Facebookem. Bohužel od podpory .NETCF 
se ustoupilo. Jedinou knihovnu, kterou se mi povedlo k projektu přidat a zprovoznit byl Facebook 
development kit ve verzi 1.7. 
I tato verze je určena pro desktopové počítače a na mobilním telefonu je málo uživatelsky 
přívětivá. Hlavní nevýhodou je, že logovací obrazovka není zobrazena celá na displeji zařízení, ale 
musí se v ní listovat. To pro uživatele, který  vidí aplikaci poprvé může znamenat určitou překážku. 
Dále jsem v této staré verzi kitu nenašel metody pro popis obrázků. 
 
Práce s Facebook Development Kitem byla mnohdy ztížená malým počtem zdrojů informací 
a z mého pohledu nedostatečnou dokumentací. 
Kvůli těmto nevýhodám se nepodařilo aplikaci plně spojit s Facebookem a dá se říci, že její 
fungování v aplikaci je jen experimentální.  
Bohužel ani vývojáři z Microsoftu a Facebooku nepočítají s dalším vývojem pro .NETCF a Windows 
Mobile.  
3.8 Nastavení 
Po spuštění aplikace Image Viewer se uživateli zobrazí obrázky nacházející se v hlavním adresáři. 
Pokud bude chtít uživatel zobrazit obrázky z jiné složky musí použit Form Option.  
V této části se budu snažit vysvětlit, jak jsem postupoval při vytváření stromové struktury adresářů a 
náhledů (thumbnailů). 
3.8.1 Nastavení cesty k souboru s obrázky 
Aplikace při svém spuštění zjistí, ve které složce bude chtít uživatel obrázky načíst. Informace jsou 
uloženy v XML, přičemž práce s XML souborem je v plné režii třídy XmlOption. Pokud chce uživatel 
cestu ke složce změnit má dvě možnosti: buďto ručně napíše do kolonky cestu k souboru nebo 
použije prohlížeč složek. 
Obr. 25 Form Option 
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3.8.1.1 Konstrukce prohlížeče složek 
V .NET frameworku pro desktopová zařízení existuje komponenta FolderBrowserDialog sloužící pro 
prohlížení a vybírání složek. Vývojáři ho však do .NETCF nezahrnuli, proto jsem si musel vytvořit 
vlastní. 
Ke konstrukci jsem použil komponentu .NETCF TreeView, která dokáže zhotovit stromovou 
strukturu. Informace o adresářové struktuře jsem získával rekurzivním voláním metody, která zjišťuje 
jaké podsložky existují v adresáři a zapisovala je ke svým „rodičovským“ uzlům v TreeView. 
Jelikož každý uzel zná svého „rodiče“ můžeme po jeho vybrání uživatelem jednoduše 
vytvořit cestu od kořenového adresáře až k složce s obrázky. 
 
   Obr. 26      Obr.27 
 
Obr. 26 a 27 Option Form se stromovou strukturou adresářů. 
 
3.8.2 Náhledy 
V dnešní době mobilní telefony s integrovaným fotoaparátem dokáží vytvořit fotografii s takovým 
rozlišením, že ji ani nedovedou plně zobrazit na displeji. Tyto fotografie jsou obvykle velkých 
rozměrů a pomalu se načítají. Proto jsem se rozhodl implementovat funkci vytvoření náhledů, což 
jsou obrázky, které byly přizpůsobeny rozlišení displeje mobilního zařízení. Cílem je zrychlit načítání 
velkých souborů. 
K jejich vytvoření jsem si zhotovil třídu JPEGatorClass. Ta se snaží pro každý obrázek 
vytvořit náhled. Při tomto procesu je uživatel informován kolik obrázků zbývá ještě zpracovat. Třída 
používá externí knihovnu JPEGator, která je pro vytváření náhledů velice výhodná jelikož nezabírá 
příliš mnoho paměti. Bohužel jak již bylo řečeno dříve tato třída dokáže vytvořit náhled pouze ze 
souborů typu .jpeg. 
Náhledy se ukládají do složky s originálním obrázkem a při jejich načítání se vždy program 
snaží najít náhled a jen pokud jej nenajde, tak zobrazí originál. Jména náhledů se skládají 
z původního názvu a koncovky .thumbnail. 
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3.9 Logování 
Pro potřebu testování a pro plnou informovanost případného uživatele jsem vytvořil funkci, která 
zaznamenává všechny vyjímky, které nastaly při běhu programu. Díky tomu se může být uživatel  
informován, proč program nefunguje jak má, nebo proč se některé obrázky nezobrazily. 
 Log je uložen formou textového souboru ve složce s programem a je pravidelně aktualizován 
při spuštění programu. 
3.10 Změna polohy obrazovky 
Nejnovější telefony obsahující Windows Mobile dokáží rozpoznat, kdy uživatel překlopí zařízení na 
jinou stranu, nebo polohu, než ve které se dosud nacházely. Proto při změně orientace polohy 
obrazovky, nebo při vysunutí klávesnice se obrazovka překlopí. DirectX a objekty Device, Mesh a 
Texture, takovouto změnu obrazovky neakceptují a tudíž je třeba tyto objekty znovu vytvořit a celou 
scénu překreslit.  
 
Obr. 28 Snímek obrazovky aplikace Image Viewer při překlopeném displeji 
 
Největším nedostatkem při změně orientace displeje je (jak je vidět na Obr. 28), že 
překlopená plocha se nedokáže plně přizpůsobit novému rozlišení. Vytváří se prázdný černý pruh. 
Tento pruh jsem našel zatím ve všech DirectX aplikacích pro mobilní zařízení a nepodařilo se mi jej 
odstranit. 
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4 Výsledky 
Podařilo se mi naprogramovat aplikaci podle zadání bakalářské práce. Zařízení, ve kterých může být 
použit mnou vytvořený program musí podporovat vykreslování pomocí DirectX a mít pro něj 
nainstalovaný ovladač.  
 Bohužel vývoj této aplikace byl prováděn na zařízení HTC TYTN II, které primárně 
nepodporuje DirectX, proto jsem byl v některých směrech vývoje velice omezen a musel jsem se 
spolehnout na emulátor, který je součástí Visual studia. Tento emulátor je však nedostačující, jelikož  
aplikace s DirectX jsou zde pomalé. 
 Aplikaci jsem vyvíjel pod .NET 2.0 a Windows Mobile 5.0 protože zpětná kompatibilita v 
.NET 3.5 a Windows Mobile 6.5 je zajištěna. To znamená, že aplikace bude fungovat v obou 
systémech s oběma frameworky. 
4.1 Testování 
Vývoj byl prováděn na zařízení, které DirectX nepodporuje. Bohužel se mi ani nepovedlo sehnat jiný 
telefon, který by jej plně podporoval. 
4.1.1 HTC TYTN II (KAISER)  
 displej: dotykový, aktivní TFT, rozlišení 240 × 320 bodů, 65 tisíc barev 
 procesor: Samsung 400 MHz 
 paměť: 64 MB RAM, 256 MB ROM, slot pro paměťové karty microSD (SDIO) 
 operační systém: Windows Mobile 6 Professional 
 fotoaparát: rozlišení 3MPx, VGA kamera pro video hovory, diodový blesk [20] 
       Pro podporu jsem musel nainstalovat ovladač třetích stran. Tento ovladač není však s tímto 
zařízením plně kompatibilní. 
Program se v zařízení choval dobře, byl relativně svižný a nepadal. Jediné co nefungovalo je 
zobrazení popisku u označovaných obrázků. Test byl tedy z větší části úspěšný. 
 
Druhý test jsem provedl na jiném zařízení stejného typu. Zde jsme ani po nainstalování 
ovladače nedokázali aplikaci uvést plně do chodu. Program se sice načetl ale nedokázal aktualizovat 
zeď s obrázky a ani je zobrazit.  
Já ani majitel nejsme schopni určit důvod proč na jednom zařízení DirectX funguje a na druhém ne. 
4.1.2 HTC TOUCH PRO (RAPHAEL)  
 displej: dotykový, 2,8'', aktivní TFT, 480 × 640, 65 tisíc barev 
 procesor:  ARM ARM1136EJ-S, 528 MHz 
 paměť: 512 MB, paměťové karty microSDHC 
 operační systém: Windows Mobile 6.1 Professional 
 fotoaparát: 3MPx (2 048 × 1 536), video (352 × 288), autofocus, diodový blesk [21] 
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Měl jsem možnost testovat svou bakalářskou práci na tomto zařízení. Bohužel ani tento přístroj nemá 
v základním balení podporu DirectX. A jelikož mi zařízení nepatří nemohl jsem nainstalovat 
příslušný ovladač. 
4.1.3 Emulátor Visual studia 
Aplikaci jsem úspěšně spustil v emulátoru Visual studia. Tento emulátor dokáže zpracovat jen velmi 
malé obrázky o velikosti do 50kB. Při větších obrázcích načítání trvá velice dlouho, nebo není 
úspěšné. 
4.2 Imagine cup 2010 
V květnu roku 2010 jsem se se svou bakalářskou prací zúčastnil soutěže Imagine Cup.  
Imagine Cup je jedna z nejprestižnějších technických soutěží na světě pořádané firmou 
Microsoft. Jedná se o soutěž, jejimž cílem je přimět studenty přemýšlet o světě kolem nás 
prostřednictvím informačních technologií. Soutěž má dvě kola, národní a celosvětové. Vítězové 
národního kola se zúčastní celosvětového kola jejímž pořadatelem je letos Polsko. 
Se svou bakalářskou prací jsem se v této soutěži umístil na sdíleném druhém místě. Toto 
umístění pro mne znamená ocenění odvedené práce a je motivací do dalších let. [22]  
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5 Závěr 
Cílem této bakalářské práce je demonstrovat použití DirectX v mobilních zařízeních obsahujících 
systém Windows Mobile a vytvoření aplikace k prohlížení obrázků, na které by se vše předvedlo. 
Dále jsem se měl pokusit implementovat systém pro označování osob na obrázku a upload na 
Facebook. 
V první části vývoje jsem se zaměřil na nastudování problematiky vytváření aplikací za 
použití Direct3D. Velkým přínosem při tvorbě této práce pro mne byly knihy, a to především kniha  
od Toma Millera Managed DirectX® 9 Kick Start: Graphics and Game Programming, která mě 
provázela celým vývojem. V této knize je dopodrobna vysvětleno programování s využitím DirectX, 
doplněny názornými obrázky a zdrojovými kódy. Kniha se soustřeďuje na vývoj pro desktopová 
zařízení, ale i při vývoji pro mobilní zařízení sehrála důležitou úlohu. 
Další kniha Microsoft Mobile Development Handbook jejímž autorem je Andy Wigley, která 
se zabývá vývojem aplikací pro Windows Mobile a obsahuje názorné přiklady se zdrojovými kódy mi 
pomohla při vytváření prvních aplikací pro mobilní zařízení.  
V průběhu vývoje a testování jsem také zjistil, že ne všechny mobilní telefony podporují 
Direct3D, proto je důležité informovat se u výrobce mobilního telefonu, nebo u výrobce procesoru 
zda Direct3D zařízení skutečně podporují. V technických parametrech přístroje by měla být tato 
informace uvedena. Pokud tyto informace nejsou zveřejněny může se uživatel obrátit na fórum xda-
developers.com, které sdružuje programátory zajímajicí se o mobilní vývoj. 
Během vývoje jsem se snažil být neustále v kontaktu s případnými uživateli a plnit jejich 
připomínky a názory. Prohlížení samotných obrázků za použití 3D prostoru mělo u uživatelů, kterým 
jsem mobilní telefon zapůjčil, kladný ohlas. Oceňovali hlavně originalitu a provedení samotného 
prohlížení. Prohlížení ve 3D nakonec hodnotili jako větší přínos, než samotné označování osob. 
Naopak největší nedostatkem této aplikace je propojení s Facebookem, které je minimálně 
uživatelsky přívětivé. Za tuto skutečnost může hlavně fakt, že kit, který jsem použil není kompatibilní 
s .NETCF a jinou alternativu jsem nenašel. 
I přes všechny nedostatky této aplikace usuzuji, že vývoj byl úspěšný o tom svědčí i druhé 
místo v prestižní soutěži Imagine Cup 2010. Z vývoje jsem si hlavně odnesl bohaté zkušenosti a 
znalosti, které určitě zúročím při vytváření dalších aplikací třeba pro platformu Windows Phone 7. 
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Příloha A. CD 
Obsah CD: 
 Video popisující funkce programu ImageViewer 
 Zdrojové kódy aplikace 
 Binární soubory s aplikací 
 Testovací obrázky pro emulator 
 Testovací obrázky pro mobilní zařízení 
 
Příloha B. Instalace a použití 
K chodu aplikace Image Viewer bude uživatel potřebovat telefon podporující DirectX, nebo si na 
svém telefonu bude muset zajistit jeho emulaci. Dále je zapotřebí .NET 2.0 nebo vyšší 3.5 a Windows 
Mobile 5.0 - 6.5. K instalaci použijte přiložený .cab soubor, který spusťte v mobilním zařízení. 
Instalační soubor nakopíruje program do Program Files vašeho zařízení, nebo SD karty a vytvoří 
zástupce v položce „start“. Pokud instalace proběhla úspěšně lze spustit již aplikaci, naopak když 
instalace selže může uživatel použít binární soubory:  
 
 ImageViewer3D.exe 
 Backgroundworker.dll 
 Facebook.compact.dll 
 Jpegator.dll 
 JPEGator.jpeg.dll 
 
Tyto soubory jednoduše nakopíruje do svého zařízení a spustí. 
 
Při prvním spuštění aplikace se nezobrazí žádné obrázky. Je to zapříčiněno tím, že v XML 
souboru s nastavením není zmíněna žádná cesta k obrázkům. Proto musí uživatel tuto cestu nastavit. 
Toto nastavení provede v novém okně, které vyvolá stisknutím fialového tlačítka v levé části displeje. 
Následně si nechá vytvořit stromovou adresářovou strukturu a vybere příslušnou složku. Pro ukončení 
nastavení stiskne EXIT. Následně je uživatel vrácen do okna s prohlíženými obrázky, nebo ho 
program vyzve k restartu. 
 
Při jakýchkoli nejasnostech při prohlížení, nebo při označování se uživatel může podívat na 
video záznam, kde jsou všechny funkce programu názorně a podrobně vysvětleny.  
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Příloha C. Ovládání programu 
 
Obr. 29 Snímek obrazovky. Vysvětluje funkce tlačítek 
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Příloha D. Use Case Diagram 
 
 
Use Case diagram aplikace Image Viewer. 
 
 
 
 
 
 
 
 
