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Abstrakt 
Práce shrnuje způsoby reprezentace a formáty pro ukládání biologických sekvencí a popisuje 
databáze, ze kterých lze sekvence získat. V další části pojednává o metodách používaných pro 
zarovnání dvojice sekvencí. Následuje rozšíření použitých technik na problematiku zarovnání skupiny 
sekvencí a představení suboptimálních metod realizovatelných v rozumném čase. V praktické části 






This thesis summarizes ways of representation of biological sequences and file formats used for 
sequence exchange and storage. Next part deals with techniques used for sequence pairwise 
alignment, followed by extension of these techniques to the problem of multiple sequence alignment. 
Additional methods are introduced, that are suboptimal, but on the other hand are able to compute 
results in reasonable time. Practical part of this thesis consists of implementing multiple sequence 
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Bioinformatika je interdisciplinárním vědním oborem, který se zabývá využitím informačních 
technologií v biologických, biochemických a molekulárně biologických oborech. V několika 
posledních desetiletích došlo k rapidními rozvoji genomických a proteomických metod, které 
produkují množství dat (jako jsou například sekvence nukleových kyselin, proteinů nebo jejich 
struktury) vyžadující nejen kapacity pro jejich skladování, ale zejména algoritmy umožňující jejich 
prohledávání, porovnávání nebo jiné zpracování. 
V této diplomové práci se zabývám metodami pro zarovnání skupin biologických sekvencí 
vedoucí k odhalení oblastí podobnosti, které mohou být způsobeny funkčním, strukturním nebo 
evolučním vztahem jednotlivých sekvencí. U proteinů lze na základě podobnosti předpovědět funkci 
(např. katalyticky aktivní aminokyseliny enzymu), strukturu (např. konzervované DNA vazebné 
domény) nebo původ neznámého proteinu. Zarovnání sekvencí nukleových kyselin může pomoci 
odhalit například sekvence typické pro vazbu proteinů (např. transkripčních faktorů) v různých 
genech nebo může také pomoci při konstrukci fylogenetických stromů.   
1.1 Členění práce 
Práce je členěna do sedmi kapitol. První kapitola, kterou právě čtete, je nazvána Úvod a obsahuje 
zasazení řešení problematiky do širšího kontextu. Následuje druhá kapitola, která popisuje dva typy 
biologických sekvencí, zmíněných v této práci, a to sekvence nukleových kyselin a sekvence 
aminokyselin. Třetí kapitola pak obsahuje přehled nejvýznamnějších databází, které se používají pro 
skladování a získávání sekvencí nukleotidů a aminokyselin, a také přehled významných formátů, 
které se používají pro skladování a přenos sekvencí. Čtvrtá kapitola se zabývá technikami pro 
zarovnání párů biologických sekvencí, a dále rozšířením těchto technik na skupiny biologických 
sekvencí. Pátá kapitola popisuje praktickou část diplomové práce – realizaci aplikace 
v programovacím jazyce Java. V šesté kapitole jsou shrnuty dosažené výsledky a nastíněny možnosti 
dalšího vývoje. Poslední, sedmá, kapitola je věnována závěrečnému shrnutí výsledků a přínosů práce. 
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2 Biologické sekvence 
V bioinformatice pracujeme se dvěma základními typy biologických sekvencí: sekvencí nukleových 
kyselin nebo proteinů. 
2.1 Sekvence nukleových kyselin 
Existují dva typy nukleových kyselin – kyselina ribonukleová (RNA) a kyselina deoxyribonukleová 
(DNA). Stavební složkou nukleových kyselin jsou nukleotidy, složené z dusíkaté báze, sacharidu a 
kyseliny fosforečné [1]. V nukleových kyselinách se vyskytuje pět základních dusíkatých bazí: 
adenin (A) a guanin (G), jež jsou deriváty purinu, a thymin (T), cytosin (C) a uracil (U), jež jsou 
deriváty pyrimidinu. Nukleotidy se vzájemně spojují fosfodiesterovou vazbou a vzniká 
polynukleotidový řetězec. Zbytek kyseliny fosforečné spojuje 3´-OH skupinu prvního nukleotidu 
s 5´-OH skupinou druhého nukleotidu, tím je dána polarita řetězce nukleové kyseliny, jejíž sekvence 
se konvenčně uvádí od 5  ´ke 3  ´ konci (viz Obr. 1).  
 
Obr. 1: V levé části jsou znázorněny chemické struktury dusíkatých bazí, v pravé části 
fragment DNA s označeným 5´a 3´ koncem.  
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V RNA je cukernou složkou ribosa, u DNA je to 2-deoxyribosa, postrádající OH skupinu na 
druhém uhlíku. Dalším rozdílem mezi DNA a RNA je obsah bazí. Zatímco DNA obsahuje adenin, 
guanin, cytosin a thymin, v RNA je thymin nahrazen uracilem. Sekvence bází v řetězci NK určuje její 
funkci (např. kóduje pořadí aminokyselin v proteinu nebo slouží jako regulační oblast) a je rozdílná 
v každém jednotlivém organismu. Právě tato sekvence určuje vzhled každého jedince jakéhokoli 
druhu, je přenášena na potomstvo (dědičnost) a kombinace mateřské a otcovské sekvence umožňuje  
proměnlivost organismů. 
DNA zaujímá strukturu dvoušroubovice, kdy jsou dva řetězce opačné polarity spojeny 
vodíkovými vazbami mezi bazemi. Struktura jednotlivých bází předurčuje vazebné páry, kterými jsou 
A-T a C-G. 
RNA se obvykle vyskytuje v jednovláknové podobě, která však může tvořit dvouřetězcové 
úseky v rámci jedné molekuly (ve kterých se páruje A-U a G-C) (Obr. 2). V buňkách se nacházejí tři 
základní typy RNA: ribozomální RNA (rRNA) podílející se na stavbě ribozomu a katalýze syntézy 
proteinů, transferová RNA (tRNA) přenášející jednotlivé aminokyseliny k ribozomu a mediátorová 
RNA (mRNA), sloužící jako vzor (templát) pro syntézu proteinů. Všechny vznikají přepisem 
sekvence úseku DNA do RNA procesem zvaným transkripce. 
 
Obr. 2: V levé části dvoušroubovicová struktura DNA, v pravé části schématická 
struktura jednořetězcové molekuly tRNA tvořící dvouřetězcové úseky 
 
Pro zápis nukleotidu se používá jednopísmenný kód podle tab. 1. Protože nukleotid získaný 
sekvenací nemusí být vždy naprosto zřejmý a v některých případech může být výhodné vyjádřit 
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A adenin M aminoskupina (A nebo C) 
C cytosin K ketoskupina (G nebo T/U) 
G guanin S silná vazba – 3 vodíkové můstky (C nebo G) 
T thymin (u DNA) W slabá vazba – 2 vodíkové můstky (A nebo T) 
U uracil (u RNA) B ne adenin (C nebo G nebo T/U) 
N jakýkoliv nukleotid D ne cytosin (A nebo G nebo T/U) 
R purinový nukleotid (A nebo G) H ne guanin (A nebo G nebo T/U) 
Y pyrimidinový nukleotid (C nebo T/U) V ne thymin/uracil (A nebo C nebo G) 
- mezera v sekvenci   
Tab. 1: Přehled nukleotidů 
2.2 Sekvence proteinů 
Proteiny jsou dlouhé polymery složené z omezeného množství jednotlivých monomerů. Na 
rozdíl od nukleových kyselin, nejsou proteiny složeny ze čtyř nukleotidů, nýbrž z dvaceti 
aminokyselin (viz tab. 2). Tyto aminokyseliny se mohou v řetězci vyskytovat v libovolném pořadí. 
Aminokyseliny se skládají z aminoskupiny (-NH2), karboxylové skupiny (-COOH) a 
postranního řetězce navázaných na tzv. alfa uhlíku (Obr. 3). Jednotlivé molekuly jsou dohromady 
spojeny peptidickou vazbou, která vzniká mezi aminoskupinou jedné a karboxylovou skupinou 
následující molekuly (Obr. 3). Pořadí jednotlivých aminokyselin (sekvence) v polypeptidovém řetězci 
určuje tzv. primární strukturu proteinu. Řetězec aminokyselin nezůstává v buňce lineární, ale tvoří 
sekundární (alfa šroubovice a beta listy) a terciární (globulární a fibrilární) struktury. Každá z dvaceti 




Obr. 3: V horní části schematické znázornění proteinogenní aminokyseliny (R značí 
postranní řetězec), v dolní části vznik peptidické vazby  
Výsledná makromolekula má na jednom konci volnou aminoskupinu (tzv. N-konec) a na 
druhém konci volnou karboxylovou skupinu (tzv. C-konec). Pro zápis sekvencí se vždy používá směr 
od N-konce k C-konci. Pro zarovnání sekvencí proteinů je navíc brána v úvahu chemická povaha 
jednotlivých postranních řetězců, nezarovnávají se tedy pouze shodné, ale i chemicky příbuzné 
aminokyseliny (viz Obr. 4).   
 
Obr. 4 - Diagram znázorňující příslušnost jednotlivých aminokyselin do skupin na 
















A Ala alanin M Met methionin 
R Arg arginin F Phe fenylalanin 
N Asn asparagin P Pro prolin 
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D Asp kyselina asparagová S Ser serin 
C Cys cystein T Thr threonin 
Q Gln glutamin W Trp tryptofan 
E Glu kyselina glutamová Y Tyr tyrosin 
G Gly glycin V Val valin 









L Leu leucin X Xaa jakákoliv aminokyselina 
K Lys lysin    
Tab. 2: Přehled aminokyselin 
Porovnáme-li tabulky s kódy označujícími aminokyseliny a nukleotidy, zjistíme, že ač existují 
pouze 4 nukleotidy, můžeme pro zápis sekvence použít 17 různých znaků. Z toho plyne, že u 
sekvencí je vždy nutno explicitně vyznačit, zdali se jedná o sekvenci nukleotidů nebo sekvenci 
aminokyselin, protože u některých sekvencí to nemusí být rozlišitelné.  
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3 Databáze a formáty sekvencí 
3.1 Formáty sekvencí 
Nejdříve si popíšeme formáty používané pro zápis biologických sekvencí a následně také dva formáty 
pro zápis zarovnání sekvencí. Všechny níže uvedené formáty obsahují data kódovaná v ASCII. 
3.1.1 RAW 
RAW [2] je nejjednodušším „formátem“ pro ukládání sekvencí. Obsahuje pouze posloupnost kódů 
znaků, příslušejících jednotlivým nukleotidům nebo aminokyselinám (podle tabulek uvedených 
v kapitole 1). Zásadní nevýhodou formátu je nemožnost uložit do něj další informace o sekvenci 
(např. o původu vzorku), a proto se používá převážně jako zdroj dat, který pro běžné používání 
opatříme dalšími informacemi a uložíme jej v jednom z následujících formátů. 
3.1.2 FASTA 
Formát FASTA [3] se používá jak pro sekvence nukleotidů, tak aminokyselin. První řádek je uvozen 
znakem > („větší než“) a obsahuje hlavičku – první slovo za tímto znakem se považuje za jedinečný 
identifikátor sekvence (např. název genu nebo klonu), zbytek řádku je možno považovat za volitelný 
komentář. Následující řádky obsahují samotná data sekvence (jako u formátu RAW). Doporučuje se 
omezit délku řádku na 80 znaků a do sekvence nevkládat prázdné řádky. 
V jednou souboru můžeme umístit i několik sekvencí. Je pak nutné, aby byly sekvence 
stejného typu (tzn. všechny nukleotidové nebo proteinové). Každá další sekvence začíná dříve 
popsaným řádkem s hlavičkou, od ostatních sekvencí může, ale nemusí být oddělena prázdným 
řádkem. 
Výhodou formátu FASTA je jeho snadná editovatelnost, jeho syntaxe je velmi jednoduchá. 
Některé programy kladou na soubory ve formátu FASTA dodatečné požadavky [2] – např. 
omezují znaky použitelné v hlavičce, vyžadují přípony podle typu sekvence (*.aa pro sekvenci 
aminokyselin a *.nt pro sekvenci nukleotidů). 
Následuje ukázka zápisu sekvence proteinu Trf4 kvasinky Saccharomyces cerivisiae ve 
formátu FASTA, získaná z genomové databáze tohoto organismu [4]. 
 












3.1.3 GenBank flat file 
Tento formát je použit k ukládání dat v databázi GenBank. Soubor je rozdělen na tři hlavní části - 
hlavičku, popis biologických vlastností a samostatnou sekvenci. 
Hlavička obsahuje následující pole: 
LOCUS přístupové číslo, délku molekuly, typ molekuly, zkratku taxonomické skupiny a datum zveřejnění 
DEFINITION stručný popis sekvence 
ACCESSION přístupové číslo (jedinečné neměnné označení záznamu, často používané u citací) 
VERSION přístupové číslo s číselným vyznačením verze, následuje označení GI (GenInfo Identifier) číslem 
KEYWORDS klíčová slova popisující produkty genů a další informace o záznamu 
SOURCE běžný název organismu 
ORGANISM formální vědecký název organismu (na prvním řádku) a jeho taxonomické začlenění (další řádky) 
REFERENCE odkazy na publikace zveřejněné autory sekvence, řazené vzestupně podle data 
- AUTHORS seznam autorů v pořadí jak byli uvedeni ve výše citované publikaci 
- TITLE název výše citované publikace 
- JOURNAL název časopisu, v němž byla publikace vydána 
- PUBMED identifikátor publikace v databázi PubMed 
 
Dále v souboru následuje strukturovaný popis biologických funkcí, informací o genech, jejich 
produktech, biologicky významných oblastech v sekvencích – např. části sekvence, které kódují 
proteiny nebo molekuly RNA. Každý region je popsán umístěním, které může být vyjádřeno jednou 
konkrétní bází, rozsahem bází, několika nenavazujícími rozsahy bází. Veškeré možnosti zápisu 
vlastností obsažených v této části jsou uvedeny v [5]. 
Poslední část souboru obsahuje samotnou sekvenci zarovnanou v blocích po 10 znacích s šesti 
bloky na jeden řádek. Každý řádek je uvozen pořadím prvního znaku na řádku v sekvenci. Zápis 
sekvence je zakončen prázdným řádkem obsahujícím dvě po sobě následující lomítka (//). 





LOCUS       1UAO_A                    10 aa            linear       24-
SEP-2008 
DEFINITION  Chain A, Nmr Structure Of Designed Protein, Chignolin, 
Consisting 
            Of Only Ten Amino Acids (Ensembles). 
ACCESSION   1UAO_A 
VERSION     1UAO_A  GI:159163103 
DBSOURCE    pdb: molecule 1UAO, chain 65, release Aug 27, 2007; 
            deposition: Mar 13, 2003; 
            class: De Novo Protein; 
            source: Mol_id: 1; Synthetic: Yes; Other_details: The Sequence 
Was 
            Designed On The Basis Of Statistics Derived From Numerous 
Protein 
            Segments.; 
            Exp. method: Nmr, 18 Structures. 
KEYWORDS    . 
SOURCE      Unknown. 
  ORGANISM  Unknown. 
            Unclassified. 
REFERENCE   1  (residues 1 to 10) 
  AUTHORS   Honda,S., Yamasaki,K., Sawada,Y. and Morii,H. 
  TITLE     10 residue folded peptide designed by segment statistics 
  JOURNAL   Structure 12 (8), 1507-1518 (2004) 
   PUBMED   15296744 
REFERENCE   2  (residues 1 to 10) 
  AUTHORS   Honda,S. and Yamasaki,K. 
  TITLE     Direct Submission 
  JOURNAL   Submitted (13-MAR-2003) 
COMMENT     On Nov 7, 2007 this sequence version replaced gi:157880300. 
            SEQRES. 
FEATURES             Location/Qualifiers 
     source          1..10 
                     /organism="unknown" 
     SecStr          2..5 
                     /sec_str_type="sheet" 
                     /note="strand 1" 
     SecStr          6..9 
                     /sec_str_type="sheet" 
                     /note="strand 2" 
ORIGIN       
        1 gydpetgtwg 
// 
 
3.1.4 DDBJ flat file 
Formát souboru DDBJ flat file je prakticky shodný s GenBank flat file. Jediným rozdílem je 
přítomnost řádku BASE COUNT, který udává počty zastoupení jednotlivých nukleotidů. Ten se 
původně vyskytoval i v souborech formátu GenBank flat file, ale v říjnu 2003 byl vymazán. 
Zápis části sekvence tak, jak je uvedena v DDBJ souboru (převzato ze [6]): 
BASE COUNT          102 a          119 c          131 g           98 t 
ORIGIN 
     1 cccacgcgtc cggtcgcatc gcacttgtag ctctcgaccc ccgcatctca tccctcctct 
    61 cgcttagttc agatcgaaat cgcaaatggc gaagattaag atcgggatca atgggttcgg 
   121 gaggatcggg aggctcgtgg ccagggtggc cctgcagagc gacgacgtcg agctcgtcgc 
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3.1.5 EMBL flat file 
Soubory formátu EMBL flat file jsou podobné výše uvedeným GenBank/DDBJ, s tím rozdílem, že 
názvy sloupců jsou uvedeny jako dvoupísmenné zkratky (např. AC místo ACCESSION, FT místo 
FEATURES), prázdné řádky jsou označeny XX a jiný je také formát zápisu sekvence. 
První řádek začíná SQ, následovaný slovem „Sequence“ a počtem párů bází. Na následujícím 
řádku jsou pak vlastní znaky sekvence, rozdělené do bloků po 10 znacích. Těchto bloků je na řádku 6. 
Na konci řádku je číslo označující dosavadní počet znaků v sekvenci. 
Zápis části sekvence tak, jak je uveden v souboru formátu EMBL (převzato z [7]): 
SQ   Sequence 1000 BP; 
 ACTGACTGAC ACTGACTGAC ACTGACTGAC ACTGACTGAC ACTGACTGAC ACTGACTGAC     60 
 ACTGACTGAC ACTGACTGAC ACTGACTGAC ACTGACTGAC ACTGACTGAC ACTGACTGAC    120 
... 




Soubor formátu Swiss-Prot flat file se používá pro zaznamenávání sekvencí proteinů s dodatečnými 
informacemi. Každý řádek začíná dvoupísmennou zkratkou, která udává význam zbytku řádku. První 
řádek vždy obsahuje záznam uvozený „ID“, sloužící k identifikaci sekvence, určení jejího typu a 
délky. Stejně jako u dříve uvedených formátů je uveden i druh a taxonomické zařazení, ze kterého 
byla sekvence získána, odkazy na literaturu, biologické vlastnosti a samotná sekvence. 
Zápis sekvence tak, jak je uveden v souboru formátu Swiss-Prot (převzato z URL 
http://www.uniprot.org/uniprot/P53632.txt): 
SQ   SEQUENCE   584 AA;  66031 MW;  8A58B29E4BFDC022 CRC64; 
     MGAKSVTASS SKKIKNRHNG KVKKSKKIKK VRKPQKSISL NDENEVEILP SRNEQETNKL 
... 




Tento formát je také někdy označován jen PIR. Je podobný formátu FASTA, avšak s několika 
odlišnostmi. První řádek souboru začíná znakem > (větší než), následuje dvouznakový kód  určující o 
jakou sekvenci jde, středník, a jedinečné označení záznamu. Na druhém řádku následuje úplný název 
nebo textový popis sekvence. Následující řádky pak obsahují samotnou sekvenci. Ta je zakončena 
hvězdičkou. 





ALPHA CRYSTALLIN B CHAIN (ALPHA(B)-CRYSTALLIN). 
  MDITIHNPLI RRPLFSWLAP SRIFDQIFGE HLQESELLPA SPSLSPFLMR  
  SPIFRMPSWL ETGLSEMRLE KDKFSVNLDV KHFSPEELKV KVLGDMVEIH  
  GKHEERQDEH GFIAREFNRK YRIPADVDPL TITSSLSLDG VLTVSAPRKQ  
  SDVPERSIPI TREEKPAIAG AQRK* 
 
3.1.8 ASN.1 
Pro popis sekvencí, map, taxonomie, struktur molekul a bibliografických informací je také možné 
použít formální jazyk pro popis dat nazvaný ASN.1 (Abstract Syntax Notation). Formát je vysoce 
strukturovaný a snadno zpracovatelný počítači. Může obsahovat všechny informace uložené v jiných 
formátech (GenBank). Pro člověka však není jednoduše čitelný. 
3.1.9 MSF 
MSF je formát pro ukládání zarovnání skupin sekvencí vytvořených nástroji GCG (např. programem 
pileup). Soubor může na svém začátku obsahovat libovolný počet řádků s komentářem. Za nimi 
následuje řádek začínající znaky „MSF:“, jež obsahuje informace o délce a typu sekvence, a také o 
datu vytvoření a kontrolním součtu hodnot. Následuje prázdný řádek. Za ní se nachází řádky 
obsahující názvy sekvencí, jejich délku, kontrolní součet a váhu. Za sekvencemi následuje prázdný 
řádek, potom řádek začínající dvěma lomítky, jež označují začátek části souboru s výsledky, a je 
následován ještě jedním prázdným řádkem. Na dalších řádcích se pak již nachází samotné zarovnání, 
a to vždy určitý počet znaků sekvence na řádku. Každý řádek je uvozen názvem příslušné sekvence. 
Výsledek zarovnání tří sekvencí ve formátu MSF vypadá následovně (převzato z [8]): 
 
   MSF:  510  Type: P    Check:  7736   .. 
 
 Name: ACHE_BOVIN oo  Len:  510  Check:  7842  Weight:  16.0 
 Name: ACHE_HUMAN oo  Len:  510  Check:  8553  Weight:  17.8 




ACHE_BOVIN      MAGALLCALL LLQLLGRGEG KNEELRLYHY LFDTYDPGRR PVQEPEDTVT 
ACHE_HUMAN      MARAPLGVLL LLGLLGRGVG KNEELRLYHH LFNNYDPGSR PVREPEDTVT 
ACHE_MOUSE      MAGALLGALL LLTLFGRSQG KNEELSLYHH LFDNYDPECR PVRRPEDTVT 
 
ACHE_BOVIN      ISLKVTLTNL ISLNEKEETL TTSVWIGIDW QDYRLNYSKG DFGGVETLRV 
ACHE_HUMAN      ISLKVTLTNL ISLNEKEETL TTSVWIGIDW QDYRLNYSKD DFGGIETLRV 
ACHE_MOUSE      ITLKVTLTNL ISLNEKEETL TTSVWIGIDW HDYRLNYSKD DFAGVGILRV 
3.1.10 CLUSTAL 
Tento formát se používá pro ukládání výsledků zarovnání skupin sekvencí vytvořených v programu 
Clustal. První řádek obsahuje identifikaci programu a verze, ve které bylo zarovnání vytvořeno. Na 
dalších řádcích jsou pak uloženy výsledky zarovnání v blocích po 60 znacích. Na začátku každého 
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řádku je uvedena identifikace sekvence, následuje zarovnaná sekvence a na konci řádku je uveden 
celkový počet dosud zobrazených znaků. Pod každým blokem je pak ještě uveden řádek 
s informacemi o tom, jestli je reziduum v daném sloupci bloku konzervováno nebo ne. 
Výsledek zarovnání vypadá následovně (převzato z [8]): 
 
CLUSTAL W 2.1 multiple sequence alignment 
 
FOSB_MOUSE ITTSQDLQWLVQPTLISSMAQSQGQPLASQPPAVDPYDMPGTSYSTPGLSAYSTGGASGS 60 
FOSB_HUMAN ITTSQDLQWLVQPTLISSMAQSQGQPLASQPPVVDPYDMPGTSYSTPGMSGYSSGGASGS 60 
           ********************************.***************:*.**:****** 
 
3.2 Databáze sekvencí 
3.2.1 GenBank/DDBJ/EMBL – databáze nukleotidů 
GenBank, DDBJ a EMBL jsou tři hlavní databáze nukleotidových sekvencí. Databázi GenBank 
spravuje americké National Center for Biotechnology Information (NCBI), DDBJ je spravována 
japonskou Center for Information Biology and DNA Data Bank of Japan (CIB-DDBJ) a EMBL 
spravuje evropská European Molecular Biology Laboratory (EMBL). Všechny tyto tři organizace 
spolu již více než 18 let [9] vzájemně spolupracují pod hlavičkou International Nucleotide Sequence 
Database Collaboration (INSDC). 
V rámci této spolupráce jsou denně vyměňovány přírůstky v sekvenčních datech mezi 
jednotlivými databázemi [2]. EMBL zveřejňuje čtvrtletně ke stažení aktualizovaná vydání databáze – 
poslední vydání č. 97 z prosince 2008 obsahuje necelých 151 miliónů záznamů o celkové délce 
necelých 260 miliard nukleotidů [10]. Databáze DDBJ je taktéž zveřejňována čtvrtletně – aktuální 
vydání č. 76 z prosince 2008 obsahuje 98 miliónů záznamů o 98 miliardách nukleotidů [11]. Poslední 
z „velké trojky“, NCBI, vydává databázi každé dva měsíce, aktuální vydání č. 169 z prosince 2008 
obsahuje necelých 99 miliónů záznamů a 99 miliard nukleotidů [12]. 
3.2.2 UniProtKB/TrEMBL/PIR – databáze proteinů 
V minulosti existovala databáze Swiss-Prot, kterou spravovaly společně EBI (European 
Bioinformatics Institute) a SIB (Swiss Institute of Bioinformatics). Tato databáze je moderovaná a 
všechny záznamy jsou podrobně manuálně anotovány [2]. Na anotacích se nepodílejí jen původní 
autoři sekvencí, ale i několik desítek odborníků. Databáze TrEMBL (Translated EMBL Sequence 
Nucleotide Data) původně vznikla z toho důvodu, že množství generovaných sekvencí přesáhlo 
schopnosti editorů. 
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Ve spojených státech existovala databáze PIR (Protein Information Resource), která fungovala 
podobně jako Swiss-Prot. V roce 2002 došlo k propojení EBI, SBI a PIR do Uniprot Consortium, 
které sjednotilo všechny tři databáze.  
V současné chvíli tedy existuje UniProtKB (UniProt Knowledge Base), která zahrnuje 
UniProtKB/SwissProt – moderovanou a ručně anotovanou databázi, a také UniProtKB/TrEMBL, 
která není ani moderovaná, ani ručně anotovaná. 
Záznamy v databázi SwissProt se dělí na několik částí: všeobecné informace (jméno, 
přístupové číslo, datum zařazení do databáze, datum aktualizace anotace), popis proteinu a jeho 
původ, odkazy na publikace, dále pak komentáře k funkci proteinu, křížové odkazy do mnoha 
ostatních databází, klíčová slova, která umožňují jeho snadnější dohledání, popis biologických 
vlastností a nakonec také sekvenci proteinu. 
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4 Zarovnání sekvencí 
4.1 Zarovnání dvou sekvencí 
Zarovnáním dvou sekvencí rozumíme postup [13], kdy hledáme shodné znaky nebo skupiny znaků, 
nacházející se ve stejném pořadí v obou sekvencích. Dvojici sekvencí zapisujeme do dvou řádků tak, 
že shodné nebo podobné znaky jsou uvedeny pod sebou a odlišné znaky mohou být buď zapsány pod 
sebou, nebo oproti mezeře ve druhé sekvenci. Při optimálním zarovnání jsou odlišné znaky a mezery 
uspořádány tak, abychom dostali co nejvíce shodných nebo podobných znaků pod sebe. 
Existují dva typy zarovnání – globální a lokální. Při globálním zarovnání se snažíme zarovnat 
dvě sekvence po celé jejich délce, což je vhodný přístup u poměrně podobných sekvencí nebo 
u sekvencí přibližně stejné délky. Naproti tomu u lokálního zarovnání se zarovnají ty části sekvence, 
které mají největší shodu, v důsledku čehož dostaneme několik kratších zarovnání. Lokální zarovnání 
je vhodné pro sekvence, které jsou si podobné v některých částech, avšak liší se v částech ostatních, 
pro sekvence různé délky nebo sekvence, které obsahují konzervované regiony nebo domény. 
Zarovnání sekvencí nám může poskytnout informace o funkci, struktuře nebo vývoji 
biologických sekvencí. Proto je důležité získat nejlepší možné, nebo také optimální zarovnání. 
U sekvencí, které jsou velmi podobné, je pravděpodobné, že mají stejnou funkci – například regulační 
u podobných molekul DNA, nebo podobné biochemické funkce a prostorovou strukturu u proteinů. 
Navíc pokud jsou dvě sekvence získané z rozdílných organismů shodné, může to ukazovat na 
existenci jejich společného předka. Takové sekvence nazýváme homologní. 
4.1.1 Metody zarovnání dvou sekvencí  
4.1.1.1 Analýza bodového diagramu 
Metodu analýzy bodového diagramu poprvé popsali Gibbs a McIntyre [14]. Hlavní výhodou této 
metody je fakt, že jsou nalezeny všechny podobné shodné části sekvencí, a je tudíž na uživateli, které 
z nich se rozhodne dále prozkoumat například pomocí metody dynamického programování, které si 
popíšeme dále. 
Nejprve vytvoříme tabulku o rozměrech m × n, kde m je délka sekvence A a n délka sekvence 
B. Následně nad první řádek zapíšeme postupně za sebe všechny symboly ze sekvence A a před první 
sloupec pod sebe všechny symboly sekvence B. Potom procházíme celou tabulku a pro každou buňku 
zjistíme, jaký symbol se nachází před řádkem i před sloupcem, a pokud se tyto symboly shodují, 
umístíme do buňky tečku. 
Jakmile takto projdeme celou tabulku, dostaneme výsledný diagram, ve kterém jsou podobné 
sekvence zaznamenány jako diagonální posloupnosti teček (viz obr. 3). Vzhledem k obvyklým 
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délkám použitých sekvencí jsou programy pro analýzu vybaveny filtry, které nám zobrazí jen ta data, 
která stojí za pozornost.  
 
Obr. 3: Bodový diagram (převzato z [13]) 
Jedním z filtrů, používaných k odstranění náhodných shod je použití klouzavého okna – nastaví 
se parametry velikosti okna a minimální počet shod a pro každou buňku se provede porovnání celého 
okna najednou. Pokud při tomto porovnání je alespoň minimální nastavený počet shodných pozic, 
zakreslí se do diagramu tečka. 
Obecně se používají větší okna při porovnávání sekvencí DNA, neboť u DNA je z důvodu 
malého množství použitých znaků (4) mnohem větší počet náhodných shod než u proteinů, jejichž 
sekvence se skládají z 20 různých znaků. 
4.1.1.2 Algoritmy využívající dynamické programování 
Dynamické programování je výpočetní metoda, která se používá pro zarovnání dvou sekvencí 
proteinů nebo nukleových kyselin. Metoda je velmi důležitá z pohledu analýzy sekvencí, neboť 
poskytuje optimální zarovnání. Kvalita výsledného zarovnání je však závislá na nastavených 
parametrech. 
Metoda porovnává každý pár znaků dvou sekvencí a generuje zarovnání, které využívá 
vkládání mezer tak, aby počet shod mezi stejnými nebo podobnými znaky byl co největší. Existující 
metody umožňují provádění lokálního i globálního zarovnání pouze s malými změnami použitého 
algoritmu. Pro globální zarovnání se používá algoritmus Needleman-Wunsch, pro lokální zarovnání 
algoritmus Smith-Waterman. Oba budou popsány dále v textu. 
Další vlastností algoritmů využívajících dynamické programování je to, že výsledná zarovnání 
závisí na výběru hodnotící funkce pro porovnávané znaky a pokut za vložení mezer. U sekvencí 
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proteinů je nejjednodušší hodnotící funkcí bodování založené na shodě aminokyselin (kladná hodnota 
pro shodu kyselin, nulová nebo záporná pro neshodu). Další možností je stanovit pravděpodobnost 
substituce dvou aminokyselin a hodnotící funkci přizpůsobit možným substitucím. 
Nejdříve si připomeňme, že cílem zarovnání dvou sekvencí je zapsat tyto dvě sekvence pod 
sebe tak, aby v odpovídajících sloupcích byly stejné znaky. Ne vždy toho jde dosáhnout bez použití 
vložení mezer do jedné nebo druhé sekvence. Čím podobnější jsou si vstupní sekvence, tím 
rozsáhlejší by měly být shodné oblasti a tím méně by se měly v sekvencích vyskytovat mezery. 
Kvalitu zarovnání dvou sekvencí vypočítáme pomocí hodnotící funkce, která nabývá kladných 
hodnot pro dvojice stejných nebo podobných symbolů a záporných hodnot pro neodpovídající dvojice 
znaků nebo vložené mezery. Při nastavení hodnotící funkce je nutné mít informace o tom, k jakým 
změnám dochází v podobných oblastech u příbuzných proteinů. Konkrétně se jedná o: 
1) četnost výskytu konkrétního páru aminokyselin u příbuzných proteinů; 
2) možnost náhodného zarovnání páru aminokyselin (v důsledku zvýšeného výskytu 
konkrétních aminokyselin v proteinu v porovnání s ostatními aminokyselinami); 
3) prověření, zdali vložení mezery do jedné nebo druhé sekvence nepovede k lepšímu 
zarovnání. 
Odpovědi na první dvě otázky nám poskytne substituční matice aminokyselin, jejichž popis je 
uveden dále v textu. Prověření třetího bodu lze u krátkých sekvencí provést ručně, avšak u velkých 
sekvencí by to již bylo příliš pracné, ne-li nemožné. Z tohoto důvodu je vhodné problém delegovat na 
počítač, který provede zarovnání s doplněním mezer za pomoci metod dynamického programování. 
4.1.2 Metody dynamického programování 
4.1.2.1 Algoritmus Needleman-Wunsch 
Algoritmus byl publikován roku 1970 Saulem Needlemanem a Christianem Wunschem v [15]. Jedná 
se o první aplikaci dynamického programování na porovnávání biologických sekvencí [16]. 
Vstupem algoritmu jsou tři prvky: porovnávané sekvence, matice podobnosti a pokuta za vložení 
mezery. Sekvence nechť jsou označeny A a B. Dále mějme matici podobnosti, která každé dvojici 
znaků sekvencí přiřazuje číslo, vyjadřující podobnost znaků. Jednotlivé prvky matice označme S(i, j), 
kde i a j jsou jednotlivé znaky obsažené v sekvencích A a B. Matice podobnosti má tedy rozměr 
|A| × |B| (kde |X| označuje počet prvků množiny X). Hodnotu pokuty za vložení mezery („gap 
penalty“) označme d. 
Při výpočtu využijeme pomocnou matici T, do které si budeme ukládat směr pro zpětný 
průchod maticí. Rozměr matice je tedy opět |A| × |B|, jednotlivé prvky pak obsahují jednu z hodnot: 
diagonála, nahoru, vlevo, hotovo. Před výpočtem matici zinicializujeme následovně: do pole (0,0) 
uložíme hodnotu „hotovo“, která nám signalizuje, že zarovnání bylo dokončeno. Do polí (i, 0) pro 
i Î {1, 2, …, |A|} uložíme „vlevo“, do polí (0, j) pro j Î {1, 2, …, |B|} uložíme „nahoru“. 
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Výstupem algoritmu je nejprve matice F. Matice F má rozměr (|A| + 1) × (|B| + 1). Hodnoty 
v prvním řádku a sloupci inicializujeme podle vzorce d × i, kde d je dříve zmíněná penalizace za 
vložení mezery a i je počet řádků/sloupců. Následně započneme výpočet, postupujeme od buňky (1,1) 
nejprve po sloupcích, pak po řádcích. 
V každém kroku nejprve vypočteme nejlepší možnost pro zarovnání – buď zarovnání znaků 
obou sekvencí, nebo vložení mezery do jedné, případně druhé sekvence – a podle výsledku vložíme 
nejlepší skóre a příslušný směr zpětného průchodu pro toto skóre uložíme do matice T. 
Inicializaci matic a výpočet hodnot v maticích popisuje následující pseudokód (inspirovaný 
[16]): 
 
pro i = 0..|A| nastav F[i, 0] = d * i, T[i, 0] = „vlevo“ 
pro j = 0..|B| nastav F[0, j] = d * j, T[0, j] = „nahoru“ 
T[0, 0] = „hotovo“ 
pro i = 1..|A| 
  pro j = 1..|B| 
  { 
    moznost1 = F[i-1, j-1] + S[A[i], B[j]] 
    moznost2 = F[i – 1, j] + d 
    moznost3 = F[i, j – 1] + d 
    pokud moznost1 > moznost2 { 
      pokud moznost1 > moznost3 { 
        F[i, j] = moznost1 
        T[i, j] = „diagonála“ 
      } jinak { 
        F[i, j] = moznost3 
        T[i, j] = „nahoru“ 
      } 
    } jinak { 
      pokud moznost2 > moznost3 { 
        F[i, j] = moznost2 
        T[i, j] = „vlevo“ 
      } jinak { 
        F[i, j] = moznost3 
   T[i, j] = „nahoru“ 
      } 
    } 
  } 
   
Skóre optimálního zarovnání je po výpočtu uloženo v pravém dolním rohu matice. Zarovnávání obou 
vstupních sekvencí započneme v pravém spodním rohu. V každém kroku zjistíme odpovídající 
hodnotu v matici T a podle této hodnoty zarovnáme sekvence nebo vložíme mezeru. Konkrétní akce 
v závislosti na hodnotě v matici T je následující: 
· diagonála – do zarovnání přidej znaky z obou sekvencí 
· nahoru – do zarovnání přidej znak z první sekvence, místo druhé sekvence přidej mezeru 
· vlevo – do zarovnání přidej znak z druhé sekvence, místo první sekvence přidej mezeru 
· hotovo – zarovnání bylo dokončeno 
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Pseudokód pro zpětné procházení je následující (inspirovaný [16]): 
ZarovnaniA = ZarovnaniB = ‘’ 
i = |A| 
j = |B| 
dokud (j > 0 a i > 0) { 
  skore = F[i, j] 
  skoreDiagonala = F[i – 1, j – 1] 
  skoreNahore = F[i, j – 1] 
  skoreVlevo = F[i – 1, j] 
  pokud (skore = skoreDiagonala + S[A[i], B[j]]) { 
    // optimalni smer po diagonale 
    // oba znaky zarovnany 
    ZarovnaniA = A[i – 1] + ZarovnaniA 
    ZarovnaniB = B[j – 1] + ZarovnaniB 
    i—- 
    j-- 
  } jinak pokud (skore = skoreVlevo + d) { 
    // optimalni smer vlevo 
    // do sekvence B dopln mezeru 
    ZarovnaniA = A[i – 1] + ZarovnaniA 
    ZarovnaniB = ‘-‘ + ZarovnaniB 
    i-- 
  } jinak { 
    // optimalni smer nahoru 
    // do sekvence A dopln mezeru 
    ZarovnaniA = ‘-‘ + ZarovnaniA 
    ZarovnaniB = B[j – 1] + ZarovnaniB 
    j -- 
  } 
} 
// doplnovani mezer na konec sekvence B 
dokud (i > 0) { 
  ZarovnaniA = A[i – 1] + ZarovnaniA 
  ZarovnaniB = `-` + ZarovnaniB 
  i-- 
} 
// doplnovani mezer na konec sekvence A 
dokud (j > 0) { 
  ZarovnaniA = `-` + ZarovnaniA 
  ZarovnaniB = B[j – 1] + ZarovnaniB 
  j— 
} 
 
Tento pseudokód neřeší situaci, kdy existuje více optimálních zarovnání – v takovém případě 
nalezne jen jedno z nich. 
4.1.2.2 Modifikace algoritmu Needleman-Wunsch pro nelineární penalizaci za vložení 
mezery 
Z důvodů uvedených v článku 4.1.3 je z biologického hlediska vhodnější tvořit zarovnání s menším 
množstvím větších mezer oproti zarovnáním s větším množstvím kratších mezer. Toho lze dosáhnout 
použitím nelineární funkce pro penalizaci mezery, která pro každou posloupnost mezer započítá 
jednou penalizaci za otevření mezery a pak pro každou jednotlivou mezeru započítá jednu penalizaci 
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za rozšíření mezery. Hodnoty je nutno volit tak, aby penalizace za rozšíření mezery byla menší než 
penalizace za otevření mezery. 
Tento způsob penalizace mezer s sebou nese nutnost upravit algoritmus zarovnání, neboť 
musíme sledovat, byly-li v předchozím kroku zarovnány dva znaky, založena mezera nebo rozšířena 
mezera. K řešení problému využijeme tří matic M, Ix a Iy o rozměrech (|A| + 1) × (|B| + 1). Matice M 
obsahuje na pozici (i, j) skóre zarovnání sekvencí A a B pro případ, že Ai se zarovná s Bj. Matice Ix 
obsahuje na pozici (i, j) skóre zarovnání sekvencí A a B pro případ, že se Ai zarovná s mezerou 
v sekvenci B, a konečně Iy obsahuje skóre zarovnání sekvencí A a B pro případ, že se Bj zarovná 
s mezerou v sekvenci A. 
Stejně jako v předchozí metodě procházíme postupně tyto matice po sloupcích a řádcích, a 
v každé buňce určujeme nejvýhodnější možnost zarovnání. 
Pro buňku M(i, j) mohou nastat 3 případy: 
· předchozí znaky byly zarovnány, aktuální znaky jsou taktéž zarovnány – vezme se skóre 
z M(i – 1, j – 1) a přičte se skóre odpovídající znakům Ai a Bj 
· znak A(i – 1) byl zarovnán s mezerou v B, aktuální znaky jsou zarovnány – vezme se 
skóre z Ix (i – 1, j – 1) a přičte se skóre odpovídající znakům Ai a Bj 
· znak B(j – 1) byl zarovnán s mezerou v A, aktuální znaky jsou zarovnány – vezme se 
skóre z Iy (i – 1, j – 1) a přičte se skóre odpovídající znakům Ai a Bj 
Ze tří uvedených možností vybereme tu s největším skóre a její hodnotu uložíme do M(i, j). 
Obdobný výpočet provedeme pro Ix (i, j), resp. Iy (i, j). V tomto případě mohou nastat jen dva 
případy: 
· předchozí znaky (nahoře, resp. vlevo) byl y zarovnány, nyní je vložena mezera – vezme se 
skóre z M(i - 1, j), resp. M(i, j-1) a připočte se penalizace za vytvoření mezery a současně 
penalizace za rozšíření mezery 
· předchozí znaky byly zarovnány proti mezeře, nyní je mezera rozšířena – vezme se skóre 
z Ix (i – 1, j), resp. z Iy (i, j – 1) a připočte se penalizace za rozšíření mezery 
Do příslušné buňky se pak uloží vyšší ze dvou vypočtených hodnot. Následuje pseudokód pro 
výpočet obsahu matic M, Ix a Iy. 
 
pro i = 0..|A| { 
  M[i, 0] = -nekonečno 
  Ix[i, 0] = o + i * e 
  pokud i > 1 { 
    Iy[i][0] = -nekonečno 
    TIx[i][0] = TIy[i][0] = hotovo 
  } 
} 
pro i = 0..|B| { 
  M[0][i] = -nekonečno 
  Iy[0][i] = o + i * e 
  pokud i > 1 { 
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    Ix[0][i] = -nekonečno 
    TIx[0][i] = TIy[0][i] = hotovo 
  } 
} 
M[0][0] = 0 
TM[0][0] = TIx[0][0] = TIy[0][0] = hotovo 
 
T[0, 0] = „hotovo“ 
pro i = 1..|A| 
  pro j = 1..|B| 
  { 
    c1 = sloupecProfilu1(i) 
    c2 = sloupecProfilu2(j) 
    skore = skoreProfilu(c1,c2) 
    moznost1 = M[i - 1, j - 1] + skore 
    moznost2 = Ix[i – 1, j - 1] + skore 
    moznost3 = Iy[i - 1, j – 1] + skore 
    IxNovaMezera = M[i - 1][j] + o + e 
    IxDalsiMezera = Ix[i - 1][j] + e 
    IyNovaMezera = M[i][j - 1] + o + e 
    IyDalsiMezera = Iy[i][j - 1] + e 
     
    pokud IxNovaMezera > IxDalsiMezera { 
      TIx[i, j] = nahoruM 
    } jinak { 
      TIx[i, j] = nahoruIx 
    } 
     
    pokud IyNovaMezera > IyDalsiMezera { 
      TIy[i, j] = vlevoM 
    } jinak { 
      TIy[i, j] = vlevoIy 
    } 
     
    M[i, j] = max(moznost1, moznost2, moznost3) 
     
    pokud moznost1 > moznost2 { 
      pokud moznost1 > moznost3 { 
        TM[i, j] = diagonálaM 
      } jinak { 
        TM[i, j] = diagonálaIy 
      } 
    } jinak { 
      pokud moznost2 > moznost3 { 
        TM[i, j] = diagonálaIx 
      } jinak { 
        TM[i, j] = diagonálaIy 
      } 
    } 
  } 
 
 
Zpětný průchod je realizován pomocí tří matic stejných rozměrů jako mají matice pro výpočet. 
Začíná se maticí, která odpovídá matici s nejvyšším skóre v pravém dolním rohu. Hodnoty uložené 
v maticích zpětného průchodu nejen udávají směr, ale i cílovou matici zpětného průchodu. Při 
zpětném procházení můžeme narazit na následující situace: 
· zarovnáno, předchozí znaky zarovnány 
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· zarovnáno, předchozí znak zarovnán proti mezeře v B 
· zarovnáno, předchozí znak zarovnán proti mezeře v A 
· vložena mezera do A 
· vložena mezera do B 
· rozšířena mezera v A 
· rozšířena mezera v B 
· konec výpočtu 
 
Popsané situace vyhodnocuje a zarovnání provádí následující pseudokód: 
 
ZarovnaniA = ZarovnaniB = ‘’ 
i = |A| 
j = |B| 
max1 = M[i, j] 
max2 = Ix[i, j] 
max3 = Iy[i, j] 
pokud max1 > max2 { 
  pokud max1 > max 3 { 
    aktualniSmer = TM[i – 1, j – 1] 
  } jinak { 
    aktualniSmer = TIy[i – 1, j – 1] 
  } 
} jinak { 
  pokud max2 > max3 { 
    aktualniSmer = TIx[i – 1, j – 1] 
  } jinak { 
    aktualniSmer = TIy[i – 1, j – 1] 
  } 
} 
dokud (aktualniSmer <> hotovo) { 
  pokud aktualniSmer = diagonálaM { 
    zarovnejAB, aktualniSmer = TM[i – 1, j – 1] 
  } 
  pokud aktualniSmer = diagonálaIx { 
    zarovnejAB, aktualniSmer = TIx[i – 1, j – 1] 
  } 
  pokud aktualniSmer = diagonálaIy { 
    zarovnejAB, aktualniSmer = TIy[i – 1, j – 1] 
  } 
  pokud aktualniSmer = vlevoM { 
    mezeraDoB, aktualniSmer = TM[i, j – 1] 
  } 
  pokud aktualniSmer = nahoruM { 
    mezeraDoA, aktualniSmer = TM[i – 1, j] 
  } 
  pokud aktualniSmer = vlevoIy { 
    mezeraDoB, aktualniSmer = TIy[i, j – 1] 
  } 
  pokud aktualniSmer = nahoruIx { 
    mezeraDoA, aktualniSmer = TIx[i – 1, j] 
  } 
} 
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Stejně jako výše popsaná metoda s lineární penalizací za vložení mezery ani tato metoda 
nenalezne více optimálních zarovnání. 
4.1.2.3 Algoritmus Smith-Waterman 
Algoritmus Smith-Waterman [17] vznikl odvozením z  algoritmu Needleman-Wunsch, respektive 
jeho úpravou pro lokální zarovnání. Taktéž využívá principů dynamického programování a zaručuje 
nalezení optimálního řešení s ohledem na použitou skórovací matici a funkci pro penalizaci mezer. 
Hlavním rozdílem oproti algoritmu Needleman-Wunsch je ten, že záporné prvky v hodnoticí matici 
jsou nahrazeny nulami, což vede ke zvýraznění lokálních zarovnání. Zpětné procházení začíná 
v buňce nebo v buňkách s nejvyšším skóre a končí po dosažení buňky se skóre 0. 
Hlavním motivem pro lokální zarovnání je získávání použitelných zarovnání i v případech, kdy 
jsou dvě sekvence vývojově velmi vzdáleny, a kdy v průběhu vývoje došlo k mnoha mutacím nebo 
indelům. Lokální zarovnání se zaměřuje na konzervované oblasti, ve kterých dosahuje zarovnání 
kladných skóre. Předpokladem pro provedení lokálního zarovnání je záporné skóre předpokladu, 
které je definované jako průměrné skóre, které hodnotící systém (hodnotící matice a funkce pro 
penalizaci mezer) vrátí pro náhodnou sekvenci. 
4.1.3 Mezery v zarovnání 
Mezery v zarovnání dvou sekvencí se nacházejí v místech, ve kterých došlo ke vložení (insertion) 
nebo naopak odstranění (deletion) části sekvence (často se používá zkrácené označení indel). Tyto 
mezery je nutno v rámci zarovnání nějak ohodnotit. Nejjednodušší model, který můžeme použít, je 
konstantní pokuta za vložení mezery. 




Pokud jako skórovací matici použijeme jednotkovou matici (1 za shodu, 0 za neshodu), 
získáme skóre 6 (ignorujeme-li mezery). Jakmile ovšem vložení mezery ohodnotíme pokutou -2, 
bude výsledné skóre uvedeného zarovnání jen 2. Stejného skóre dosáhneme, když zarovnání 




Počet mezer je stejný, skóre taktéž. Toto zarovnání je však z biologického hlediska správnější, 
neboť na základě výzkumu frekvence výskytu indelů v závislosti na jejich délce bylo prokázáno [18], 
že pravděpodobnost výskytu menšího množství delších mezer je vyšší než pravděpodobnost výskytu 
většího množství krátkých mezer.  
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Proto je vhodné penalizační funkci upravit tak, aby preferovala spíše delší mezery. Toho 
dosáhneme použitím funkce se dvěma parametry – penalizací za otevření mezery a penalizaci za 
rozšíření mezery. Dostaneme vzorec: 
w = o + k × e 
kde 
· w je výsledná penalizace za mezeru délky k, 
· o je pokuta za otevření mezery, 
· e je pokuta za rozšíření mezery. 
Hodnota o se obvykle volí v absolutní hodnotě větší než e. Správné nastavení parametrů je 
velmi důležité pro kvalitu výsledného zarovnání. Je nutno vždy parametry přizpůsobit s ohledem na 
použitou skórovací matici, resp. rozsah hodnot v nich uvedených. Pokud zvolíme příliš malé hodnoty 
v porovnání se skóre za neshodu, bude program do zarovnání vkládat obecně více mezer, aby dosáhl 
co nejlepšího zarovnání odpovídajících znaků. Naopak při příliš velkých hodnotách bude počet mezer 
v zarovnání minimální, což vede k zarovnávání nesouvisejících oblastí. 
4.1.4 Substituční matice 
Vědci zabývající se proteiny objevili u stejných proteinů různých druhů živočichů, že některé 
aminokyseliny se občas změní v jiné aminokyseliny. Tato změna se obvykle odehrává mezi 
aminokyselinami s podobnými chemickými vlastnostmi. Výsledkem pozorování a srovnávání 
různých skupin příbuzných proteinů byl vznik substitučních matic. V textu popíšu matice PAM a 
BLOSUM. 
4.1.4.1 PAM 
Matice PAM (Percent Accepted Mutation) [19] uvádí pravděpodobnost změny jedné aminokyseliny 
v jinou u homologního proteinu v průběhu evoluce. Ačkoliv byly původně založeny na relativně 
malém množství dat, zůstávají i nadále užitečným nástrojem při zarovnávání sekvencí. Každá matice 
udává očekávané množství změn, ke kterému dojde za určitou dobu. Základem pro tyto matice je 
pozorování zvětšující se rozmanitosti u sekvence stejného proteinu s probíhající evolucí. 
Jedna matice tedy udává pravděpodobnost změn, očekávaných u homologních proteinů, u 
nichž došlo k malým změnám za relativně krátké časové období, takže si zachovaly 50% a větší 
podobnost. Jiná matice zachycuje změny za delší časové období, kdy podobnost je již jen 20 %. 
Hodnoty uvedené v maticích se používají pro vytvoření optimálního zarovnání dvou proteinových 
sekvencí a k ohodnocení zarovnání. 
Předpokladem, použitým při tvorbě matic, je fakt, že substituce aminokyselin, pozorované 
během krátkého časového období, je možno extrapolovat do delšího časového úseku. Matice 
BLOSUM však ukázaly, že ne vždy realita odpovídá předpovědím modelu založenému na maticích 
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PAM. Dalším předpokladem při tvorbě matic bylo, že změna aminokyseliny na určitém místě 
v sekvenci není závislá na mutacích, ke kterým na stejném místě došlo dříve. 
 Matice PAM se doplňují číselným označením, kdy matice PAM1 obsahuje normalizované 
hodnoty pravděpodobností, které vyjadřují, že dojde k jedné bodové mutaci u sta aminokyselin. Tato 
matice se hodí pro zarovnávání velmi podobných sekvencí. Matice označené vyššími čísly jsou 
z matice PAM1 odvozeny umocňováním. 
4.1.4.2 BLOSUM 
Matice BLOSUM (BLOcks SUbstitution Matrices) byly publikovány roku 1992 Henikoffy [20]. Byly 
odvozeny přímo z empirických dat na základě lokálního přiřazení konzervativních domén méně 
blízce příbuzných sekvencí. Matice jsou číslovány, přičemž hodnota označuje podíl frakce 
konzervativních zbytků ve výchozím souboru sekvencí. Platí pravidlo, že čím podobnější jsou si 
sekvence, tím vyšší číslo matice BLOSUM bychom měli zvolit. 
4.2 Zarovnání skupin sekvencí 
Zarovnání skupin sekvencí („multiple sequence alignment“, zkratka MSA) můžeme považovat za 
dvourozměrnou tabulku, kde řádky reprezentují sekvence aminokyselin nebo nukleotidů a sloupce 
označují konkrétní pozice reziduí [21]. Tabulku získáme současným zarovnání všech sekvencí tak, 
abychom dostali nejlepší možné celkové skóre. Jedním z využití zarovnání skupiny sekvencí je 
identifikace homologních oblastí v rámci rodiny genů nebo proteinů. 
Stejně jako u zarovnání dvojic sekvencí můžeme provést globální i lokální zarovnání. Globální 
se hodí pro kratší sekvence, přibližně stejné délky, u kterých je předpoklad celkové příbuznosti. 
Jestliže jsou zarovnávané sekvence dlouhé, nebo nestejné délky, je vhodnější použít metody pro 
lokální zarovnání. 
Teoreticky je provedení zarovnání dvou sekvencí (například pomocí algoritmu Smith-
Waterman) velmi jednoduché, avšak pro větší množství sekvencí je tato metoda nepoužitelná. Pro pár 
sekvencí potřebujeme matici m x n a 3 pravidla pro hledání optimálního cesty zarovnání. Budou-li 
sekvence tři, budeme potřebovat trojrozměrnou matici a množství pravidel naroste. Růst výpočetní 
složitosti s rostoucím počtem zarovnávaných sekvencí je exponenciální, problém optimálního 
zarovnání skupin sekvencí je NP-úplný [22]. 
4.2.1 Metody dynamického programování 
Dynamických algoritmus, např. Needleman-Wunsch, při zarovnání dvou sekvencí tak, že hledá 
optimální cestu obdélníkovou maticí. Při výpočtu jsou prohledávány všechny možné cesty, aby byla 
nalezena ta optimální. Rozšíříme-li problém na obecně n sekvencí, bude prohledávání prováděno 
v celé n-rozměrné matici. Pokud příslušně upravíme pravidla pro aktualizaci výsledné matice na n 
 27
rozměrů, můžeme použít uvedený algoritmus. Problémem zůstává jeho rychlost, neboť velikost 
procházené matice roste exponenciálně. 
 Abychom snížili tuto náročnost, uvažujme rozdělení problému zarovnání n sekvencí na n 
zarovnání párů sekvencí. Každé zarovnání dvojice sekvencí nám bude představovat průmět optimální 
cesty n-rozměrnou maticí na příslušnou dvourozměrnou matici. 
Pro tři sekvence nemusíme hledat cestu třírozměrnou maticí, ale místo toho najdeme dvě 
optimální cesty ve dvourozměrných maticích. Tyto cesty nám při promítnutí zpět do trojrozměrné 
matice ohraničují oblast, ve které se s jistotou nachází optimální zarovnání všech tří sekvencí. Princip 
je zachycen na obrázku 4. 
Ačkoliv algoritmus vede k významným časovým úsporám, stále převládá exponenciální růst 
složitosti, a tedy tato metoda není vhodná pro zarovnání více než 10 sekvencí. V případě, že chceme 
zarovnat větší množství sekvencí, musíme se vzdát požadavku na nalezení optimálního zarovnání a 
použít některou z progresivních metod. 
 
Obrázek 4 – Omezení prohledávané oblasti (převzato z [21]) 
4.2.2 Progresivní metody 
Progresivní metody fungují tak, že k zarovnání přidávají v jednom kroku vždy jednu další sekvenci. 
Jako základ pro zarovnání je tedy vzata buď počáteční sekvence, nebo zarovnání dvou až tří sekvencí. 
Následovně jsou k těmto sekvencím na základě podobnosti přidávány zbývající sekvence. 
Nyní si vysvětlíme koncept „vzdálenosti sekvencí“ – vzdálenost dvou sekvencí je v podstatě 
převrácenou hodnotou skóre podobnosti – čím větší je vzdálenost mezi dvěma sekvencemi, tím méně 
jsou si podobné. Pro stanovení vzdálenosti můžete použít buď již zmíněnou převrácenou hodnotu 
normalizovaného skóre podobnosti, nebo můžeme stanovit třeba Hammingovu vzdálenost. 
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Dále si popíšeme algoritmus Feng-Dolittle. Chtějme zarovnat n sekvencí. Nejprve sestrojíme 
trojúhelníkovou matici n × (n – 1) vzdálenosti mezi dvojicemi n sekvencí pomocí standardního 
zarovnání dvojic sekvencí. Feng s Dolittlem použili k výpočtu vzdáleností mezi sekvencemi 
následujícího vzorce: 
( ) ( )[ ]randrandabab SSSSD ---= max/log  
kde Sab je nejlepší skóre podobnosti mezi sekvencemi a a b, Srand je náhodné skóre získané zarovnání 
dvou sekvencí stejné délky a stejného složení, Smax je maximální hodnota skóre, která se získá 
vypočtením průměru hodnot skóre při zarovnání obou sekvencí se sebou sama. Pro výpočet nám 
postačuje pouze trojúhelníková matice, neboť vzdálenost mezi sekvencemi je komutativní. 
Dalším krokem algoritmu je použití Fitch-Margoliashovy shlukovací techniky na rozdělení 
sekvencí do různých skupin na základě jejich vzdálenosti. Z tohoto rozdělení je vytvořen „vůdčí 
fylogenetický strom“ (guide tree), ve kterém jsou podobné sekvence blíže k sobě než vzdálenější 
sekvence (viz obr. 5). Z tohoto stromu nelze vyvozovat vývojové vztahy organismů, slouží pouze pro 
potřeby vytvoření zarovnání skupin sekvencí. 
 
Obr. 5 – Vytvořený vůdčí strom (převzato z [21]) 
 
Dalším krokem algoritmu je zarovnání dvou nejbližších sekvencí. Pak jsou přidávány postupně 
další nejbližší ze zbývajících sekvencí. V této fázi můžeme zarovnávat existující zarovnání skupiny 
s jednou novou sekvencí, nebo zarovnávat dvě zarovnané skupiny dohromady. V prvním případě se 
používá běžný postup dynamického programování, kdy je nová sekvence zarovnána postupně se 
všemi sekvencemi ze skupiny a je vybráno zarovnání s nejvyšším skóre. Ve druhém případě se 
provede zarovnání dvojic sekvencí z jednotlivých skupin a opět se vybere zarovnání s nejvyšším 
výsledným skóre. 
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4.2.3 Profil skupiny sekvencí 
Při tvorbě zarovnání více sekvencí narážíme na problém, jak skupinu sekvencí reprezentovat. Existují 
dvě možnosti vyjádření skupiny sekvencí. Prvním je využití regulárních výrazů. 






Tuto skupinu lze popsat regulárním výrazem AC[AG][AC][GT][ATC][TG]G[TC][G-
][GA-]TT, který udává, že prvními dvěma znaky všech sekvencí jsou A a C, na třetí pozici se 
vyskytuje A nebo G, na čtvrté A nebo C atd. Tento způsob zápisu má tu nevýhodu, že nevyjadřuje 
frekvence výskytu jednotlivých znaků na konkrétní pozici. 
Tento nedostatek napravuje tzv. profil skupiny sekvencí. Jedná se matici m × n, kde m je délka 
nejdelší sekvence ze skupiny a n je počet různých znaků, které se mohou na daném místě v sekvenci 
vyskytovat (započteme-li mezery, tak n = 5 pro sekvence nukleotidů a n = 21 pro sekvence proteinů). 
Hodnota v m-tém sloupci a n-tém řádku pak vyjadřuje pravděpodobnost, se kterou se n-tý znak 
vyskytuje na m-té pozici skupiny sekvencí. 
Pro výše uvedenou skupinu dostáváme následující profil: 
 
 
Profily nám umožňují zarovnat dvě skupiny sekvencí zároveň při jednom průchodu algoritmem 
Needleman-Wunsch. Výsledkem zarovnání jsou pozice mezer, které se následně vloží na příslušná 
místa všech sekvencí, tvořících profil. 
4.2.4 Jednotlivé kroky zarovnání skupiny sekvencí 
V tomto článku se dostávám ke hlavnímu tématu diplomové práce – implementaci zarovnání skupin 
sekvencí. Výpočet zarovnání probíhá ve třech krocích. 
znak\pozice 1 2 3 4 5 6 7 8 9 10 11 12 13 
A 1 0 0,5 0,5 0 0,5 0 0 0 0 0,5 0 0 
T 0 0 0 0 0,5 0,25 0,25 0 0,75 0 0 1,0 1,0 
C 0 1 0 0,5 0 0,25 0 0 0,25 0 0 0 0 
G 0 0 0,5 0 0,5 0 0,75 1,0 0 0,75 0,25 0 0 
- 0 0 0 0 0 0 0 0 0 0,25 0,25 0 0 
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4.2.4.1 Výpočet matice vzdálenosti 
Prvním krokem zarovnání skupiny sekvencí je výpočet matice vzdálenosti. Nabízí se dvě metody – 
první je založená na zarovnáním všech dvojic sekvencí a výpočtu vzdáleností mezi dvojicemi, druhá 
metoda pak používá počítání k-tic. 
Výstupem obou metod je matice o rozměru m × n, v níž se na diagonále nachází samé nuly. 
Vzhledem k tomu, že vzdálenost dvou sekvencí je komutativní, stačí vypočítat jen jednu polovinu 
matice (nad diagonálou nebo pod ní). 
Matice vzdáleností ze zarovnání 
Mějme n sekvencí. Pro všechny dvojice sekvencí provedeme globální zarovnání (metodou 
Needleman-Wunsch) a pro každé zarovnání sečteme počet shodných znaků na odpovídajících si 
pozicích v zarovnaných řetězcích. Získané číslo vydělíme počtem pozic v zarovnání, které neobsahují 
mezeru, čímž získáme procentuální vyjádření podobnosti dvou sekvencí (označme jej k). 
Vzdálenost dvojice sekvencí, jež jsou identické z více než 25 % vypočteme z Kimurova [23] vztahu 
)5/1(log 2DDd e ---=  
kde D = 1 – k. Jestliže je míra identity menší než 25 %, je nutné použít tabulku odvozenou z modelu 
Dayhoffové, jež vyjadřuje závislost počtu substitucí na vzdálenosti dvou sekvencí. Hodnoty jsou 
uvedeny jen do 7 % identity. Zdrojem matice jsou zdrojové kódy aplikace ClustalW (dostupné na 
[24]). 
Metoda počítání k-tic 
Druhou metodou pro zjištění vzdálenosti mezi sekvencemi je počítání k-tic. K-ticí rozumíme 
podřetězec jedné nebo druhé sekvence o délce k. Podobné sekvence obsahují větší množství stejných 
k-tic, než by se dalo očekávat [25]. Hlavní výhodou této metody je její rychlost – není třeba sekvence 
zarovnávat, jen se vypočtou výskyty k-tic v jednotlivých sekvencích. 
Míra podobnosti dvou sekvencí A a B se vypočte podle vzorce [26]: 
( ) ( )[ ] ( )[ ]å +-=
t
tt 1,min/,min kLLnnF BABA  
kde 
t označuje všechny k-tice, vyskytující se v sekvencích A a B, 
nA, nB označuje počet výskytů k-tice t v sekvenci A, resp. B 
LA, LB označuje délku sekvence A, resp. B 
Z hodnoty F se vzdálenost dvou sekvencí vypočte jako d = 1 – F. 
4.2.4.2 Vytvoření fylogenetického vůdčího stromu 
V této části si představíme dvě metody používané pro konstrukci fylogenetického stromu. Obě 
vycházejí z matice vzdáleností, vypočtené v předchozím kroku a obě realizují hierarchické 
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shlukování, založené na iterativním přiřazování prvků do jednotlivých shluků. V našem případě 
rozumíme prvky jednotlivé sekvence, z pořadí shlukování pak můžeme sestavit fylogenetický strom. 
Fylogenetický strom vytvořený pro účely zarovnání skupiny sekvencí nám poskytne informace 
o tom, v jakém pořadí jednotlivé sekvence zarovnávat. Listovým uzlům vždy odpovídají zarovnávané 
sekvence, zatímco vnitřní uzly již obsahují zarovnané sekvence svých potomků.  
UPGMA 
První probíranou metodou bude UPGMA [27]. Jejím principem je slučování dvojic sekvencí 
s nejmenší vzdáleností. 
1) Mějme sekvence A, B, …, X a matici vzdáleností d. 
2) Vytvoř uzly UA, UB, …, Ux. 
3) Vyber z matice d nejnižší hodnotu (předpokládejme, že se jedná o uzly UA a UB). 
4) Sluč oba uzly do nového uzlu UAB a vymaž příslušné řádky a sloupce z matice vzdáleností. 
5) Přepočítej vzdálenosti od nově vytvořeného uzlu UAB ke všem ostatním uzlům UC, …, UX 
podle vzorce dAB,X = (dA,X + dB,X) / 2. 
6) Rozšiř matici vzdáleností o nový řádek a sloupec a ulož do ní vypočtené hodnoty. 
7) Pokud má matice vzdáleností více než jeden řádek, pokračuj bodem 2. 
Z pořadí slučování jednotlivých uzlů odvodíme výsledný strom. Kořenem stromu prohlásíme 
poslední uzel, který při výpočtu zůstane. 
Ukázka metody UPGMA 
Mějme sekvence A, B, C, D, E, u nichž jsme metodou zarovnání dvojic sekvencí zjistili následující 
vzdálenosti: 
 A B C D 
B 0,654 -   
C 0,844 0,858 -  
D 0,820 0,868 0,513 - 
E 0,798 0,863 0,830 0,855 
 
Vybereme sekvence s nejmenší vzdáleností – C a D a sloučíme je do jedné. Přepočítáme vzdálenosti: 
dA,CD = (dA,C + dA,D) / 2 = (0,844 + 0,820) / 2 = 0,832 
dB,CD = (dB,C + dC,D) / 2 = (0,858 + 0,868) / 2 = 0,863 
dE,CD = (dE,C + dE,D) / 2 = (0,830 + 0,855) / 2 = 0,843 




 A B CD 
B 0,654 -  
CD 0,832 0,863 - 
E 0,798 0,863 0,843 
 
Nejbližšími uzly jsou A a B. 
dCD,AB = (dCD,A + dCD,B) / 2 = 0,848 
dE,AB = (dE,A + dE,B) / 2 = 0,831 
 
 AB CD 
CD 0,848 - 
E 0,831 0,843 
 
Následně sloučíme uzly AB a E a na závěr ABE a CD. 
Výsledný strom vidíme na následujícím obrázku: 
 
Obr. 6: Strom vytvořený pomocí metody UPGMA 
Neighbor-Joining 
Neighbor-Joining [28] je metodou pro vytvoření fylogenetického stromu na základě matice 
vzdálenosti. Podstatou metody je iterativní slučování dvou uzlů, které jsou nejblíže, avšak mají 
největší vzdálenost od ostatních uzlů. 
Algoritmus probíhá v následujících krocích: 
1) Mějme sekvence A, B, …, X a matici vzdáleností d. 
2) Vytvoř uzly UA, UB, …, Ux. 











4) Vypočítej hodnoty pomocné matice Q podle vzorce Qi,j = di,j – ui – uj. 
5) Vyber z matice Q nejnižší hodnotu (předpokládejme, že se jedná o uzly UA a UB). 
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6) Sluč oba uzly do nového uzlu UAB a vymaž příslušné řádky a sloupce z matice vzdáleností. 
7) Vypočti vzdálenosti mezi původními uzly a novým uzlem: 
dA,AB = (dA,B + uA – uB) / 2 
dB,AB = (dA,B + uB – uA) / 2 
8) Přepočítej vzdálenosti od nově vytvořeného uzlu UAB ke všem ostatním uzlům UC, …, UX 
podle vzorce dAB,X = (dA,X + dB,X – dA,B) / 2. 
9) Rozšiř matici vzdáleností o nový řádek a sloupec a ulož do ní vypočtené hodnoty. 
10) Pokud má matice vzdáleností více než dva řádky, pokračuj bodem 2. 
 
Výstupem algoritmu jsou dva uzly. Tyto dva uzly sloučíme do jednoho, čímž získáme kořen. 
Obecně produkuje algoritmus Neighbor-Joining nezakořeněný strom, nicméně vzhledem k tomu, že 
pro účely zarovnání potřebujeme znát topologii stromu a ne přesné vzdálenosti od kořene k listům, 
můžeme toto zjednodušené získání kořene připustit. 
Ukázka metody Neighbor-Joining 
Mějme sekvence A, B, C, D, E, u nichž jsme metodou zarovnání dvojic sekvencí zjistili následující 
vzdálenosti: 
 A B C D 
B 0,654 -   
C 0,844 0,858 -  
D 0,820 0,868 0,513 - 
E 0,798 0,863 0,830 0,855 
 
Nyní pro všechny uzly vypočteme průměrné vzdálenosti k ostatním uzlům: 
uA = (dA,B + dA,C + dA,D + dA,E) / (N – 2) = 3,116 / 3 = 1,039 
uB = (dB,A + dB,C + dB,D + dB,E) / (N – 2) = 3,243 / 3 = 1,081 
uC = (dC,A + dC,B + dC,D + dC,E) / (N – 2) = 3,045 / 3 = 1,015 
uD = (dD,A + dD,B + dD,C + dD,E) / (N – 2) = 3,056 / 3 = 1,019 
uE = (dE,A + dE,B + dE,C + dE,D) / (N – 2) = 3,346 / 3 = 1,115 
Pomocí těchto hodnot vypočteme obsah matice Q. Platí Qi,j = di,j – ui – uj. 
Příslušná matice Q pak vypadá následovně: 
 A B C D 
B -1,466 -   
C -1,210 -1,238 -  
D -1,238 -1,232 -1,521 - 
E -1,356 -1,333 -1,300 -1,279 
 
 34
Z pomocné matice vidíme, že nejmenší hodnota odpovídá sekvencím C a D. Sloučíme je do nového 
uzlu U1. Nyní vypočteme vzdálenost mezi původními uzly a novým uzlem. 
dC,U1 = (dC,D + uC – uD) / 2 = (0,513 + 1,015 – 1,019) / 2 = 0,509 / 2 = 0,255 
dD,U1 = (dC,D + uD – uC) / 2 = (0,513 + 1,019 – 1,015) / 2 = 0,517 / 2 = 0,259 
Dalším krokem je výpočet vzdálenosti uzlů A, B a E od nově vytvořeného uzlu U1: 
dA,U1 = (dA,C + dA,D – dC,D) / 2 = (0,844 + 0,820 – 0,513) / 2 = 1,151 / 2 = 0,576 
dB,U1 = (dB,C + dB,D – dC,D) / 2 = (0,858 + 0,868 – 0,513) / 2 = 1,213 / 2 = 0,607 
dE,U1 = (dE,C + dE,D – dC,D) / 2 = (0,830 + 0,855 – 0,513) / 2 = 1,172 / 2 = 0,586 
Provedeme úpravu matice vzdálenosti a doplnění nově vypočtených hodnot: 
 A B E 
B 0,654 -  
E 0,798 0,863 - 
U1 0,576 0,607 0,586 
 
uA = 1,014 
uB = 1,062 
uE = 1,124 
uU1 = 0,885 
Nová matice Q: 
 A B E 
B -1,422 -  
E -1,340 -1,323 - 
U1 -1,323 -1,340 -1,423 
 
Nyní sloučíme uzly E a U1 do uzlu U2. 
dE,U2 = 0,812 
dU1,U2 = 0,413 
dA,U2 = 0,394 
dB,U2 = 0,442 
 A B 
B 0,654 - 
U2 0,394 0,442 
 
uA = 1,048 
uB =1,096 




 A B 
B -1,490 - 
U2 -1,490 -1,490 
 
Všechny hodnoty v matici jsou stejné, je tedy jedno, kterou z dvojic vybereme. Sloučíme tedy A a B 
do uzlu U3.Tím nám ve výpočtu zůstaly poslední dva uzly, které sloučíme do jednoho uzlu, 
označeného R, a nově vzniklý uzel prohlásíme za kořen stromu. 
Výsledný strom je zobrazen na následujícím obrázku: 
 
Obr. 7: Strom vytvořený pomocí metody Neighbor-Joining 
Z vytvořeného stromu snadno zjistíme pořadí, v jakém se mají sekvence zarovnat. Nejprve 
zarovnáme po dvojicích sekvence C, D a A, B. Následně k C, D zarovnáme E a k výslednému 
zarovnání zarovnáme zarovnání A a B. 
4.2.4.3 Zarovnání na základě vůdčího stromu 
Vytvořený fylogenetický strom procházíme od listů ke kořeni a zarovnáváme sekvence nebo skupiny 
sekvencí příslušné podstromům. Při procházení stromu může dojít ke třem možným situacím 
z hlediska obsahu podstromů: 
· zarovnání dvou sekvencí 
· zarovnání sekvence a skupiny sekvencí 
· zarovnání dvou skupin sekvencí 
Zarovnání dvojice sekvencí již bylo popsáno dříve – využívá se metody Needleman-Wunsch. 
Zarovnání sekvence a skupiny sekvencí a zarovnání dvou skupin sekvencí proberu zároveň, neboť 
program je implementován tak, že v případě zarovnání sekvence se skupinou sekvencí je i z jediné 
sekvence vypočten profil a zarovnání je pak provedeno stejnou metodou jako zarovnání dvou skupin 
sekvencí. 
Při výpočtu zarovnání dvou skupin sekvencí je nejprve pro každou skupinu vypočten profil. 
Zarovnání profilů je provedeno metodou Needleman-Wunsch. Pro každou pozici v matici se 
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nevyhodnocuje pouze skóre znaků na odpovídajících pozicích v sekvenci, nýbrž je proveden výpočet 
pro všechny znaky přítomné v profilu, přičemž se bere v úvahu frekvence výskytu znaku na pozici. 
Pokud budeme mít na určité pozici dva profily, např. 
 profil 1 profil 2 
A 0,30 0,00 
T 0,00 0,60 
C 0,45 0,00 
G 0,00 0,40 
- 0,25 0,00 
 
pak výsledné skóre pro tuto pozici vypočteme jako: 
S = s(A, T) × 0,3 × 0,6 + s(A, G) × 0,3 × 0,4 + s(C, T) × 0,45 × 0,6 + s(C, G) × 0,45 × 0,4 + g × 
0,25 × 0,60 + g × 0,25 × 0,4 
kde S(X, Y) označuje skóre zarovnání znaků X a Y, g označuje penalizaci za vložení mezery. Nulové 
členy byly z výpočtu vynechány. Pro výpočet skóre jedné pozice zarovnání profilů potřebujeme sečíst 
25 součinů pro nukleotidové sekvence a 441 součinů pro sekvence aminokyselin. 
Výsledkem zarovnání profilů jsou dva řetězce složené ze znaků – a x, které vyjadřují, na které 
pozice sekvencí, použitých pro tvorbu profilu, se má vložit mezera, a naopak které pozice zůstanou 
zachovány. 
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5 Popis aplikace 
5.1 Úvod 
Mým úkolem bylo vytvořit aplikaci implementující algoritmus pro zarovnání skupin sekvencí. Jako 
kostru jsem zvolil algoritmus Feng-Dolittle se dvěma modifikacemi. Pro výpočet matice vzdáleností 
v prvním kroku nepoužívám vzorec uvedený v článku 4.2.2, nýbrž Kimurovu aproximaci vzdálenosti 
založenou na míře identity dvou sekvencí. Druhou modifikací je použití jiné shlukovací techniky – 
oproti původní Fitch-Margoliash jsem použil Neighbor-Joining. 
K řešení problému jsem využil objektově orientovaného programovacího jazyka Java ve verzi 
Standard Edition. 
5.1.1 Objektový návrh 
Aplikace je tvořena 36 třídami. Čtyři z nich obsluhují grafické uživatelské rozhraní,  
Pro reprezentaci biologických sekvencí se používá třída Sequence. Ta obsahuje několik 
vlastností: typ sekvence (sekvence nukleotidů, aminokyselin), jednoznačný identifikátor sekvence, 
volitelně popis obsahu sekvence, a povinně sekvenci samotnou. 
Obdobnou strukturu má třída Profile, která se používá k reprezentaci profilu jedné nebo více 
sekvencí. Jedinou odlišností profilu je neexistence sekvence, která je nahrazen dvourozměrným 
polem čísel, v němž jsou uloženy pravděpodobnosti výskytu jednotlivých znaků na odpovídajících 
pozicích v sekvencích. Vzhledem k rozdílnému počtu znaků, reprezentujících nukleotidové sekvence 
a sekvence aminokyselin, je velikost matice určena v konstruktoru podle typu první sekvence. 
Přetížený konstruktor umožňuje vytvořit profil jak z jediné sekvence, tak i z kolekce sekvencí. 
Skupina zarovnávaných sekvencí je v aplikaci reprezentována objektem třídy Project. Ten 
obsahuje kolekci sekvencí, název projektu a jméno souboru, ve kterém je projekt uložen. Taktéž řeší 
ukládání projektu ve formátu XML a načítání projektu ze souboru.  
První krok výpočtu mají v závislosti na zvolené metodě na starosti třídy NWCompute, resp. 
KMerDistance. Třída NWCompute slouží k provedení globálního zarovnání pomocí metody 
Needleman-Wunsch. Sekvence se předávají konstruktoru, pro samotný výpočet slouží dvě metody – 
doComputeLinear() a doComputeAffine(). První z nich provádí výpočet s lineární penalizací 
za vložení mezery, druhá již používá afinní model. Obě tyto metody vrací objekt třídy 
NWResultCrate, který slouží k zapouzdření výsledného zarovnání, matice s vypočteným skóre, 
matice pro zpětný průchod a mírou identity. 
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Třída KMerDistance je instanciována se třemi parametry – dvěma sekvencemi a délkou k-tic, 
která se použije při výpočtu. Jedinou její metodou je getDistance(), která provede výpočet 
vzdálenosti dvou sekvencí metodou počítání k-tic. 
Ve druhé fázi výpočtu můžeme zvolit ze dvou metod konstrukce fylogenetického stromu – 
Neighbor-Joining a UPGMA. Těmto metodám odpovídají třídy NJCompute a UPGMACompute. 
S ohledem na podobnost obou metod jsou vstupy i výstupy obou tříd stejné, proto je popíšu jen 
jednou pro třídu NJCompute. Parametry konstruktoru jsou matice vzdáleností a seznam sekvencí. 
Konstruktor si vytvoří vlastní kopie obou vstupních parametrů, aby nedošlo v průběhu výpočtu 
k přepsání původních hodnot. Následně se zavolá metoda runCalculation(), která nejprve vytvoří 
množinu uzlů odpovídajících jednotlivým sekvencím, a pak v krocích přepočítává průměrné 
vzdálenosti mezi uzly (calculateNodeDistances()), vypočítává hodnoty v pomocné matici Q 
(calculateQMatrix()), najde uzly ke sloučení (findClosestTaxa()) a provede jejich spojení 
(joinClosestTaxa()). Jakmile zůstanou pouze dva uzly, výpočet končí a ke stromu je připojen 
nový uzel, který spojuje oba zbylé uzly. Tento nový uzel je pak prohlášen za kořen stromu. 
Obě uvedené třídy reprezentují strom pomocí dvou kolekcí objektů tříd NJNode a NJEdge. 
NJNode reprezentuje uzly stromu. Uzel může být list, může být aktivní nebo neaktivní (z hlediska 
provádění výpočtu) a může s ním být svázána sekvence (v praxi je sekvence svázána jenom 
s listovými uzly, u vnitřních uzlů se vytvářejí jen prázdné objekty třídy sekvence s jedinečným 
identifikátorem). Třída NJEdge reprezentuje hrany stromu, jejími vlastnostmi jsou 2 uzly – objekty 
třídy NJNode – mezi kterými hrana vede. 
Jakmile je v metodě runCalculation() vytvořen strom, je nutno zavolat metodu 
walkTree(), která vytvořeným stromem projde, vytvoří nový strom, založený na třídě PhyloNode, 
a vrátí odkaz na kořen tohoto nově vytvořeného stromu. Objekt třídy PhyloNode je navržen tak, že 
umožňuje uschovávat výsledky zarovnání skupin sekvencí. Každý uzel obsahuje vlastnost, která 
rozlišuje, jde-li o list, zda-li již byl v uzlu proveden výpočet, dále pak dvě kolekce: první je kolekce 
sekvencí, ve které jsou uloženy vstupní hodnoty pro zarovnání (jednotlivé sekvence u listových uzlů, 
případně již zarovnané sekvence u vnitřních uzlů); druhá kolekce ukládá profily vypočtené pro účely 
zarovnání dvou skupin sekvencí. Výsledek zarovnání je uložen jako profil. Každý objekt třídy 
PhyloNode, jež není listovým uzlem, může odkazovat na dvě další instance, čímž vytvoříme 
hierarchii binárního stromu. Odkaz na kořen takto vytvořeného stromu předáme metodě 
walkTreeInOrder(), která realizuje průchod stromu a zarovnání skupiny sekvencí. 
Třetí krok zarovnání skupiny sekvencí je realizován metodou walkTreeInOrder(). Tato 
prochází rekurzivně všechny uzly stromu od kořene do doby, než narazí na dva listové uzly. Pak 
provede zarovnání dvojice sekvencí odpovídajících listovým uzlům, uloží výsledek zarovnání do 
aktuálního uzlu a označí jej jako vypočtený. 
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5.1.2 Vstup a výstup 
Aplikace načítá data ve formátu Fasta. Z hlavičky (prvního řádku souboru) se použije označení 
sekvence, ze zbytku souboru jsou načtena data sekvence. Z načtených dat je také odhadnut typ 
sekvence. 
Základní jednotkou pro zarovnání sekvencí je projekt. Ten obsahuje jednu nebo více sekvencí 
stejného typu. Aplikace umožňuje projekty ukládat a načítat ve formátu založeném na XML. 
Zarovnanou skupinu sekvencí je možno uložit ve formátu inspirovanému výstupem programu 
Clustal X2, ve kterém jsou uvedeny zarovnané sekvence po 60 znacích na řádek. Pod každou 
skupinou řádků je pomocí symbolů *, . a : vyznačena míra konzervace reziduí. 
5.1.3 Parametry metod 
Uživatel je před provedením zarovnání skupiny sekvencí dotázán, které metody pro jednotlivé kroky 
chce použít a s jakými parametry. Na výběr má ze dvou dříve popsaných metod pro výpočet 
vzdáleností mezi sekvencemi a ze dvojice metod pro konstrukci fylogenetického vůdčího stromu. 
Dalším nastavitelným parametrem je typ skórovací matice, a to odděleně pro sekvence nukleotidů a 
sekvence aminokyselin. Lze také upravit pokuty za vytvoření a rozšíření mezery pro první a třetí část 
algoritmu. 
5.2 Uživatelské rozhraní 
Uživatelské rozhraní aplikace je tvořeno hlavní obrazovkou, která je rozdělena na 3 části. V levé 
horní části je seznam sekvencí v aktuálním projektu. Při kliknutí na konkrétní sekvenci levým 
tlačítkem je v pravé horní části okna aplikace zobrazena samotná sekvence. Spodní část okna aplikace 
je vyhrazena pro výpisy průběhu výpočtu a zobrazení výsledného zarovnání. Aplikace se ovládá přes 
hlavní menu, kontextové menu nad seznamem sekvencí, případně klávesovými zkratkami. 
Při spuštění zarovnání sekvencí je uživateli zobrazen dialog s možností nastavení jednotlivých 
metod a parametrů, použitých při zarovnání. 
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6 Výsledky a možnosti dalšího rozvoje 
6.1 Přehled výsledků 
Aplikaci jsem testoval na dvou skupinách sekvencí. První skupina je tvořena séry albuminu, 
získanými z různých živočichů. Přehled nejdůležitějších vlastností je uveden v následující tabulce: 
Přístupové číslo Organizmus Počet aminokyselin Zkratka 
P02768 Homo sapiens 609 ALBU_HUMAN 
P02769 Bos taurus 607 ALBU_BOVIN 
P02770 Rattus norvegicus 608 ALBU_RAT 
P07724 Mus musculus 608 ALBU_MOUSE 
P08835 Sus scrofa 607 ALBU_PIG 
P19121 Gallus gallus 615 ALBU_CHICK 
P49065 Oryctolagus cuniculus 608 ALBU_RABIT 
P49822 Canis familiaris 608 ALBU_CANFA 
 
Sekvence jsou si velmi podobné, proto jsem jako skórovací matici zvolil Blosum80. Nejnižší 
skóre pro neshodu v této matici je -8, proto jsem penalizaci za rozšíření mezery nastavil na -10 a 
penalizaci za otevření mezery pak na -30. Program jsem spouštěl s různými kombinacemi použitých 
metod a zaznamenal jsem časy provádění jednotlivých kroků algoritmu. Výsledky měření jsou 









podle stromu celkem 
zarovnání po dvojicích 
Neighbor-Joining 15,981 0,003 9,531 25,515 
počítání k-tic (2) 
Neighbor-Joining 0,009 0,003 8,880 8,892 
počítání k-tic (3) 
Neighbor-Joining 0,010 0,002 9,553 9,565 
zarovnání po dvojicích 
UPGMA 15,948 0,002 10,013 25,963 
počítání k-tic (2) 
UPGMA 0,009 0,002 12,190 12,201 
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Uvedená čísla dávají představu o rychlosti algoritmu při zarovnání 8 sekvencí o délce kolem 
600 znaků. Nejvíce času program stráví při zarovnávání sekvencí v prvním a třetím kroku. Nyní se 
zaměřme na kvalitu provedeného zarovnání. Všech 5 konfigurací vyprodukovalo prakticky shodná 
zarovnání (výsledky zarovnání jsou vzhledem ke své rozsáhlosti dostupné pouze na CD přiloženém 
k diplomové práci). K odlišnostem došlo jen na dvou místech. Prvním byla 139. a 140. pozice, kde 
některé z konfigurací upřednostnily mezeru na 139. pozici a jiné na 140. Druhým místem byl konec 
sekvencí, konkrétně poslední 4 aminokyseliny, kdy většina konfigurací umístila na konec tři mezery 
následované aminokyselinou, zatímco poslední kombinace umístila mezery na konec zarovnání. 
Porovnejme získaná zarovnání s výstupy programů ClustalW a T-Coffee ve výchozím 




MultiAlign    *****:: :::: .** **.:    *   :***:***::*: *: * .:.:::*:*:**: 
T-COFFEE      *****:: :::: .** **.:  . *:: :***:***::*: *: * .:.:::*:*:**: 
CLUSTALW      *****:: :::: .** **    . *   :***:***::*: *: * .:.:::*:*:**: 
 
MultiAlign    *.::   **..::.::*: *.*:*.   *.*.:  :: *::* : .**: ** :**** * 
T-COFFEE      *.::   **..::.::*: *.*:*.   *.*.:  :: *::* : .**: ** :**** * 
CLUSTALW      *.::   **..::.::*: *.*:*.   *.*.:  :: *::* : .**: ** :**** * 
 
MultiAlign     :*:****** .* ..*. .     *   .:*  :: :   *  ::::.:*****::*** 
T-COFFEE       :*:****** .* ..*.:      *   .:*  :: :   *  ::::.:*****::*** 
CLUSTALW       :*:****** .* ..*. .     *   .:*  :: :   *  ::::.:*****::*** 
 
MultiAlign     :* :*  ::  : .**   *  :** .*   :. :    :.:::  *. :::**:*. : 
T-COFFEE       :* :*  ::  : .**   *  :** .*   :. :    :.:::  *. :::**:*. : 
CLUSTALW       :* :*  ::  : .**   *  :** .*   :. :    :.:::  *. :::**:*. : 
 
MultiAlign    *  :  :** :*:* * :::*.. *   ::.***.**::** ** * : . :*.:*  :* 
T-COFFEE      *  :  :** :*:* * :::*.. *   ::.***.**::** ** * : . :*.:*  :* 
CLUSTALW      *  :  :** :*:* * :::*.. *   ::.***.**::** ** * : . :*.:*  :* 
 
MultiAlign     ::: **:**::::::*:   . *  * .* .:  .: *.::***.:  .:. *:. *:* 
T-COFFEE       ::: **:**::::::*:   . *  * .* .:  .: *.::***.:  .:. *:. *:* 
CLUSTALW       ::: **:**::::::*:   . *  * .* .:  .: *.::***.:  .:. *:. *:* 
 
MultiAlign    **:****:::: :::*:.* **: *:.**   :*  **...  :::  :.*.::::* ** 
T-COFFEE      **:****:::: :::*:.* **: *:.**   :*  **...  :::  :.*.::::* ** 
CLUSTALW      **:****:::: :::*:.* **: *:.**   :*  **...  :::  :.*.::::* ** 
 
MultiAlign    :  .. *:  * :::::***:* ***.*  *:* .:.:  :*::**   * .*:.* *.: 
T-COFFEE      :  .. *:  * :::::***:* ***.*  *:* .:.:  :*::**   * .*:.* *.: 
CLUSTALW      :  .. *:  * :::::***:* ***.*  *:* .:.:  :*::**   * .*:.* *.: 
 
MultiAlign    ** :::  *  :*.**:.:.*::**:   .:*****:.:  * .* *  *    *:*. . 
T-COFFEE      ** :::  *  :*.**:.:.*::**:   .:*****:.:  * .* *  *    *:*. . 
CLUSTALW      ** :::  *  :*.**:.:.*::**:   .:*****:.:  * .* *  *    *:*. . 
 
MultiAlign    :*: .  *::: : . * :*:*:**: * :*::::   *  :::.**   : : **. ** 
T-COFFEE      :*: .  *::: : . * :*:*:**: * :*::::   *  :::.**   : : **. ** 
CLUSTALW      :*: .  *::: : . * :*:*:**: * :*::::   *  :::.**   : : **. ** 
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MultiAlign     :::   :  *     
T-COFFEE       :::   :  *     
CLUSTALW       :::   :  *     
 
Z uvedeného výsledku vidíme, že u skupiny vysoce konzervovaných proteinů dává program 
stejné výsledky jako programy ClustalW a T-Coffee. 
Nyní přejděme ke druhé skupině testovacích sekvencí. Jedná se o 5 sekvencí subjednotek 
hemoglobinu člověka společně s 5 sekvencemi leghemoglobinu. Výsledné zarovnání má délku 159 
znaků. Ani v tomto případě aplikace nezaostává, co se kvality výsledného zarovnání týká, za svými 
konkurenty. 
 
MultiAlign    *  ::  : : :.: :  .  .           ::   * ::  *  :          .  
ClustalW         ::  : : :.: :  .  :           ::   * ::  *  : .        .  
T-Coffee         ::  : : :.: :  .  .           ::   * ::  *  :             
 
MultiAlign    .:: .*. *:   . :.  ::     ..   :     :  .  ..      :* :: . : 
ClustalW      .:: .*. *:   . :.  ::     ..   : *      *  *  .*. :* :: . :: 
T-Coffee      ..:: .*. *:   . :.  ::     .    :    *. :*  *  .*. :* :: . : 
 
MultiAlign    : .:      :::  :  :       :: .:         
ClustalW       .:      :::  :  :       :: .:         
T-Coffee      : .:      :::  :  :       :: .:         
 
Poslední testovací skupinou jsou vzdálenější sekvence. Získány byly ve vyhledávači 
konzervovaných domén na stránkách NCBI, konkrétně ze shluku sekvencí s označením cd003333. 
Celkem šest sekvencí bylo vybráno rovnoměrně z celého stromu. 
 
MultiAlign    *                       :* ..*  ::. * *.                *    
T-Coffee                         :     :* ..*  ::. * *.                  * 
ClustalW                              :* ..*  ::. * *  :    .         .    
 
MultiAlign      :  .: :       . :** *.** .*:.      :     : : : *. *.  .    
T-Coffee           :  .: :       . :** *.** .*:.      :     : : : *. *.  . 
ClustalW        :  .: :       . :** *.** .*:.      :     : : : *. *.  .  : 
 
MultiAlign                                :                 ..   :.  :  :  
T-Coffee        :                                                          
ClustalW                                                                   
 
MultiAlign                                                      .    : : : 
T-Coffee            . .    . ::    :                   :                   
ClustalW           ..   * : :                                              
 
MultiAlign               . :: *           :                         :..    
T-Coffee              .    :*:  :          :.  :* *   .  :                 
ClustalW               .    :*:  :          :.  :* *                       
 
MultiAlign    ..                                            
T-Coffee             .     . ..  .   :  .                            
ClustalW      .       .     . ..  .   :  .                            
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Ze zarovnání je vidět, že i v tomto případě je schopna metoda MultiAlign udržet krok 
s konkurenčními metodami. Problematická je akorát oblast mezi 120 a 240 znaky (třetí a čtvrtá 
skupina výsledků). 
6.2 Možnosti dalšího rozvoje 
V oblasti bioinformatických metod bylo v uplynulých 15 letech dosaženo obrovského pokroku. 
Objevilo se mnoho vylepšení existujících algoritmů pro zarovnání skupiny sekvencí, a to jak po 
stránce přesnosti výsledku, tak i rychlost jejich získání. V této práci jsem implementoval zarovnání 
pomocí metod dostupných na přelomu 80. a 90. let minulého století. Z tohoto pohledu je možné 
aplikaci dále rozšiřovat o nově objevené a publikované metody. V následujících odstavcích bych rád 
zmínil nejvýznamnější z nich. 
 Vzorem pro inspiraci mi jsou programy ClustalW [24] a Muscle [26]. ClustalW používá 
váhování sekvencí, aby zmírnil vliv skupiny velmi podobných sekvencí na výsledné zarovnání. Další 
metodou pozitivně ovlivňující přesnost dosažených výsledků je implementace pozičně specifické 
skórovací matice, rozdílné hodnocení mezer uvnitř a na krajích sekvencí, přihlédnutí k sekundární 
struktuře sekvencí aminokyselin (úprava hodnocení hydrofilních aminokyselin).  
Druhá skupina vylepšení se týká spíše použitelnosti programu pro koncové uživatele. Bylo by 
možné načítat větší paletu formátů na vstupu (všechny uvedené v kapitole 3.1). Stejně tak může být 
užitečné neukládat pouze výsledná zarovnání, ale i tvar vygenerovaného stromu, případně i matici 
vzdáleností vyprodukovanou v prvním kroku. Pro rychlé vizuální zhodnocení zarovnání by pomohlo 
barevné zvýraznění konzervovaných reziduí. 
Třetí část možných vylepšení se týká zrychlení výpočtu. V předchozí části jsem ukázal, že 
největší brzdou programu je výpočet zarovnání dvojice sekvencí (případně dvojice profilů). V prvním 
kroku je možné veškerá zarovnání pro účely výpočtu vzdálenosti paralelizovat, neboť na sobě nejsou 
nikterak závislé. Paralelizace výpočtu zarovnání ve třetí části je taktéž možná, avšak jen v omezené 
míře. Čím blíže kořenu se dostáváme, tím méně výpočtů můžeme paralelizovat, neboť musíme vždy 
zarovnávat dva odlišné podstromy, a oba podstromy zarovnávaných uzlů musí již být zarovnány. 
Kromě paralelizace by jistě bylo možné i optimalizovat existující implementaci větší mírou 
znovupoužití existujících objektů a struktur, případně použitím prostého pole místo kolekce 
ArrayList. 
Poslední skupina vylepšení je namířena k optimalizaci struktury zdrojového kódu. Aplikace 
vznikala živelně, a tak i přes použití návrhových vzorů některé části kódu vyžadují refaktorizaci, 
která by vedla k důslednému oddělení výpočetní a prezentační logiky. 
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7 Závěr 
V diplomové práci jsem navázal na poznatky o problematice zarovnání skupin biologických sekvencí 
získané během řešení semestrálního projektu. Seznámil jsem se s metodami pro globální i lokální 
zarovnání sekvencí, nastudoval jsem aplikaci problematiky hierarchického shlukování při tvorbě 
fylogenetických stromů, a také metody vycházející při zarovnání skupiny sekvencí z topologie 
vytvořeného fylogenetického stromu. 
V praktické části diplomové práce jsem v jazyce Java implementoval aplikaci MultiAlign, 
umožňující jednoduché provádění zarovnání skupiny sekvencí. Aplikace umožňuje uživatelům 
ovlivnit jak metody použité v jednotlivých částech aplikace, tak i parametry, na nichž závisí kvalita 
výsledného zarovnání. 
Při porovnání s existujícími a dlouhodobě vylepšovanými aplikacemi, jako jsou ClustalW, T-
Coffee nebo MUSCLE tento program z hlediska rychlosti neobstojí, co se kvality zarovnání týká, 
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Příloha A – Klávesové zkratky 
Pro ovládání aplikace MultiAlign je možno použít následující klávesové zkratky: 
Ctrl+N  vytvoří nový projekt 
Ctrl+O  otevře existující projekt 
Ctrl+S  uloží aktuální projekt 
Ctrl+Q  zavře program 
Ctrl+D  zobrazí okno s parametry zarovnání 
Ctrl+E  umožňuje uložit výsledek zarovnání do souboru 
Del  vymaže označenou sekvenci v Seznamu sekvencí 
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Příloha B – Uživatelská příručka 
Pro spuštění aplikace je nutné mít na počítači nainstalováno běhové prostřední Java Runtime Engine. 
Aplikace je distribuována v podobě souboru MultiAlign.jar a adresáře s potřebnou knihovnou 
appframework. Program se spouští pomocí příkazu java –jar MultiAlign.jar 
Po spuštění se zobrazí hlavní okno aplikace, v němž je pracovní plocha rozdělena na tři části. 
Část „Seznam sekvencí“ má aktivní kontextové menu, které umožňuje přidávat, mazat a editovat 
sekvence. Při kliknutí na označení sekvence v Seznamu sekvencí se v Zobrazení sekvence zobrazí 
sekvence. Zarovnání se spouští kliknutím na položku menu Align à Do complete alignment. 
Výsledné zarovnání je pak zobrazeno ve spodní polovině obrazovky. 
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Příloha C – Obsah CD 
Na CD naleznete následující adresáře a soubory: 
dist - přeložený program v balíčku JAR 
example_proj - ukázkové XML soubory projektu zarovnání 
src - zdrojové kódy aplikace MultiAlign, projektové soubory NetBeans 6.5 
dip.pdf - text technické zprávy  
readme.txt - tento soubor 
 
