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V prvej, teoretickej cˇasti su´ diskutovane´ rozdiely medzi rastrovou grafikov a vektorovou gra-
fikou. Spomenute´ su´ ich klady a za´pory a je vysvetlena´ potreba prevodu medzi ty´mito dvoma
typmi graf´ık. Proces rasteriza´cie, prevodu z vektorovej do rastrovej grafiky, je doˆkladne
pop´ısany´ pre vybrane´ za´kladne´ graficke´ prvky/entity. Druha´ cˇast’ opisuje proces vy´voju
a implementa´ciu aplika´cie.
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Abstract
There are discussed the differences between raster graphic and vector graphic in the first,
the theoretical part of the thesis. Their pros and cons are mentioned and the importance
of conversions between this two types of graphics is explained. Process of rasterization,
conversion from vector graphic to raster graphic, for selected graphic primitives/entities is
thoroughly described. The second part describes the process of development and implemen-
tation of the application.
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Ta´to pra´ca sa zaobera´ procesom, ktory´ vedie k vytvoreniu vy´ucˇbove´ho program pre de-
monsˇtra´ciu generovania 2D objektov v rastre. Jedna´ sa o problematiku uchova´vania, zobra-
zovania a prevodu grafickej informa´cie, ktora´ moˆzˇe byt’ bud’ v rastrovej alebo vo vektorovej
podobe. Vy´sledny´ program by mal byt’ schopny´ ponu´knut’ svojmu uzˇ´ıvatel’ovi teoreticke´
za´klady ty´kaju´ce sa danej te´my a takisto aj na´stroj na precvicˇenie a obozna´menie sa v praxi
s rasterizacˇny´mi algoritmami.
V prvej kapitole si podrobne rozoberieme tu´to problematiku z teoreticke´ho hl’adiska.
Pop´ıˇseme si vy´hody a nevy´hody jednotlivy´ch typov graf´ık. Dˇalej sa budeme venovat’ po-
trebe prevodu medzi ty´mito typmi graf´ık. Na´sledne pristu´pime priamo k rozboru vybrany´ch
graficky´ch ent´ıt. Samotny´m ciel’om je v tejto kapitole popis vytvorenia rasterizacˇny´ch algo-
ritmov pre tieto entity, azˇ do ich fina´lnej podoby.
Dˇalˇsia kapitola bude zamerana´ na dve podstatne´ cˇasti tvorby aplika´cie, ktory´mi su´
na´vrh a implementa´cia. V prvej cˇasti si pop´ıˇseme postup, ktory´m sme dospeli k na´vrhu
aplika´cie a skutocˇnosti, ktore´ na´s pri tom ovplyvnˇovali a na ktore´ sme museli reagovat’.
Druha´ cˇast’ popisuje prostriedky a spoˆsob implementa´cie vycha´dzaju´c z na´vrhu. Doˆraz je
pritom kladeny´ na vsˇeobecnejˇs´ı postup tvorby komponentov aplika´cie, nezˇ priamo na popis
ko´du.
V posledny´ch dvoch kapitola´ch sa venujeme vy´sledkom dosiahnuty´m pri tvorbe aplika´cie.




Neoddelitel’nou su´cˇast’ou na´vrhu a vy´voju zadane´ho vy´ucˇbove´ho a demonsˇtracˇne´ho pro-
gramu je teoreticky´ rozbor la´tky, ktorou sa aplika´cia zaobera´. V tejto kapitole budeme
obozna´meny´ s teoreticky´mi za´kladmi vektorovej a rastrovej grafiky, s doˆlezˇity´mi pojmami
z ty´chto oblast´ı a s niektory´mi ich matematicky´mi vlastnost’ami a defin´ıciami. Dˇalej budu´
pop´ısane´ postupy prevodov vybrany´ch vektorovy´ch ent´ıt do rastru a bude vysvetlena´ po-
treba taky´chto prevodov.
Pocˇ´ıtacˇova´ grafika je doˆlezˇitou oblast’ou v informatike. Zaobera´ sa z´ıskavan´ım, analy´zou,
modelovan´ım a zobrazovan´ım graficky´ch da´t. V tejto pra´ci sa zameriame na grafiku 2D.
V pocˇ´ıtacˇovej grafike rozliˇsujeme dva spoˆsoby uchova´vania graficky´ch da´t. Kazˇdy´ z ty´chto
pr´ıstupov ma´ svoje klady, ale aj za´pory. Ty´mito spoˆsobmi, ako uzˇ bolo naznacˇene´, budeme
rozumiet’ rastrovu´ a vektorovu´ grafiku.
2.1 Rastrova´ grafika
Za´kladny´m kamenˇom rastrovej grafiky je pixel. Graficka´ informa´cia je ulozˇena´ v rastrovej
matici zlozˇenej pra´ve z pixlov. Kazˇdy´ pixel predstavuje bod urcˇeny´ diskre´tnymi su´radnicami
a farbou tohoto bodu.[5]
Rastrova´ grafika sa vyuzˇ´ıva predovsˇetky´m na graficky´ vy´stup (zobrazovanie graficky´ch
da´t). Na tomto princ´ıpe su´ zalozˇene´ dnesˇne´ zobrazovacie pr´ıstroje (monitory, projektory,
atd’.), ale takisto aj pr´ıstroje na za´znam (kamera, fotoapara´t, atd’.).
Taky´to za´znam ma´ vsˇak svoje nevy´hody, z ktory´ch najvy´znamnejˇsou je maxima´lne rozl´ıˇsenie
za´znamu. Rastrova´ matica o urcˇity´ch rozmeroch, obsahuje da´ta o zobrazen´ı objektov, nie
vsˇak samotny´ popis ty´chto objektov. Preto je prakticky nemozˇne´ zvy´sˇit’ kvalitu zobrazenia.
Je mozˇne´ cˇiastocˇne upravovat’ fyzicke´ rozl´ıˇsenie zobrazenia, to ale samotnu´ kvalitu za´znamu
nemen´ı. Z tohoto doˆvodu cˇasto vyply´va potreba predimenzovat’ vel’kost’ rozl´ıˇsenia za´znamu,
aby bolo mozˇne´ uchovat’ cˇo najviac detailov.
Dˇalej vznika´ proble´m s modelovan´ım (u´pravou) za´znamu, pricˇom zmena zaznamenany´ch
objektov je mozˇna´ len na ba´ze zmeny jednotlivy´ch pixlov, nakol’ko samotny´ popis objektov
nie je ulozˇeny´.
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Obra´zek 2.1: Rastrova´ grafika
2.2 Vektorova´ grafika
Vektorova´ grafika je postavena´ na vektorovy´ch entita´ch. Za´znam je zlozˇeny´ z l’ubovolne´ho
pocˇtu taky´chto ent´ıt s definovany´mi parametrami, teda z objektov. Z pohl’adu 2D grafiky
su´ taky´mito entitami (moˆzˇeme oznacˇit’ aj ako geometricke´ entity) bod, u´secˇka, kruzˇnica,
elipsa, krivky a polygo´ny. Tieto objekty nazy´vame aj za´kladne´ graficke´ prvky a su´ obsi-
ahnute´ vo va¨cˇsˇine kresliacich programov v rovine [6].
Na rozdiel od rastrovej grafiky, kde nebolo mozˇne´ zvy´sˇit’ kvalitu za´znamu, vo vektorovej
grafike je tento proble´m riesˇeny´ uzˇ samotny´mi vektorovy´mi entitami. Tie su´ presne mate-
maticky definovane´, a preto objekt, ktory´ reprezentuju´, je mozˇne´ l’ubovolne zva¨cˇsˇit’. Dˇalej je
mozˇne´ menit’ parametre tohoto objektu (farba, hru´bka a sˇty´l cˇiar, atd’.), takzˇe modelovanie
za´znamu je takisto pomerne jednoduche´.
K podrobne´mu popisu vybrany´ch ent´ıt sa dostaneme d’alej v tejto kapitole.
Obra´zek 2.2: Vektorova´ grafika
2.3 Doˆvody potreby prevodov medzi vektorovou a rastrovou
grafikou
Uzˇ sme si pop´ısali oba spoˆsoby graficke´ho za´znamu a uviedli sme za´kladne´ princ´ıpy a
rozdiely ty´chto pr´ıstupov. Vy´sledkom ich vza´jomne´ho porovnania je konsˇtatovanie, zˇe vek-
torovy´ graficky´ za´znam je ovel’a flexibilnejˇs´ı, jednoduchsˇie modifikovatel’ny´ a z hl’adiska
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potrebne´ho u´lozˇne´ho priestoru sˇetrnejˇs´ı. Vektorova´ grafika je preto vel’mi cˇasto vyuzˇ´ıvana´,
avsˇak v niektory´ch pr´ıpadoch ju nie je mozˇne´ pouzˇit’. Skutocˇny´ proble´m ale nasta´va pri zob-
razovan´ı take´hoto za´znamu. Je to z doˆvodu pouzˇ´ıvania rastrovy´ch zobrazovac´ıch zariaden´ı,
ako uzˇ bolo spomenute´. Aby teda bolo mozˇne´ vektorovy´ za´znam zobrazit’ na rastrovom
zariaden´ı, je rasteriza´cia nezbytny´m krokom.
Rasteriza´cia je proces, pri ktorom sa vektorove´ objekty konvertuju´ (preva´dzaju´) do
rastrovej podoby. U´cˇelom je na´jst’ vsˇetky pixly reprezentuju´ce preva´dzany´ objekt a urcˇit’
ich spra´vnu farbu. K tomuto procesu sa vyuzˇ´ıvaju´ algoritmy navrhnute´ s ohl’adom na cˇo
najva¨cˇsˇiu efektivitu. Vektorovy´ za´znam pozosta´va z mnozˇstva objektov. Tie ale v skutocˇnosti
predstavuje len niekol’ko ent´ıt, ktore´ maju´ roˆzne nastavene´ parametre. Stacˇ´ı na´m preto
len niekol’ko algoritmov na rasteriza´ciu pra´ve ty´chto za´kladny´ch ent´ıt. Ty´m dostaneme
spol’ahlivy´ na´stroj na prevod vektorove´ho za´znamu do rastrovej podoby.
2.4 Prevodove´ algoritmy
Za´kladny´mi entitami su´ uzˇ spomı´nane´ bod, u´secˇka, kruzˇnica a elipsa. Z nich sa daju´ jedno-
ducho poskladat’ zlozˇitejˇsie objekty, ktore´ ale budu´ vyuzˇ´ıvat’ k rasteriza´cii algoritmy ty´chto
za´kladny´ch ent´ıt. O niecˇo zlozˇitejˇsie su´ algoritmy pre rasteriza´ciu kriviek, z ktory´ch si tiezˇ
jeden pop´ıˇseme.
V prvom rade je potrebna´ matematicka´ defin´ıcia a predpis entity, s ktorou bude algorit-
mus pracovat’. Dˇalej sa zameriame na objasnenie podstaty algoritmu rasteriza´cie a na´sledne
na jeho pr´ıpadne´ zefekt´ıvnenie.
Vycha´dzaju´c z poznatku, zˇe rastrova´ grafika je diskre´tna a faktu, zˇe vy´pocˇty s cely´mi
cˇ´ıslami su´ z hl’adiska spracovania efekt´ıvnejˇsie ako pra´ca s cˇ´ıslami rea´lnymi (tz. cˇ´ısla s de-
satinnou cˇiarkou), bude snaha v ty´chto algoritmoch vyuzˇ´ıvat’ pra´ve cele´ cˇ´ısla.
2.4.1 U´secˇka
U´secˇka je jedna z najjednoduchsˇ´ıch ent´ıt v 2D grafike. Je ale aj jedna z najvyuzˇ´ıvanejˇs´ıch,
preto sa kladie vel’ky´ doˆraz na efekt´ıvnost’ jej rasterizacˇne´ho algoritmu. U´secˇka sa vyuzˇ´ıva
napr. pri tvorbe lomeny´ch cˇiar, kriviek ale aj mnohy´ch d’alˇs´ıch objektov.
U´secˇka je definovana´ dvoma bodmi v su´radnicovej su´stave. Su´radnice su´ rea´lne cˇ´ısla, a
preto sa pri prevode do rastrovej podoby zaokru´hl’uju´ na cele´. U´secˇku tvor´ı priebeh priamky
medzi dvoma bodmi na nej lezˇiacimi. Nasleduje niekol’ko mozˇny´ch matematicky´ch za´pisov
priamky.
Obecna´ rovnica priamky
Ax + By + C = 0, A = (y1 − y2), B = (x2 − x1) (2.1)
Parametricke´ vyjadrenie priamky
x = x1 + t(x2 − x1), y = y1 + t(y2 − y1) (2.2)
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Smernicovy´ tvar priamky





(x2 − x1) (2.3)
V rasterizacˇny´ch algoritmoch pre u´secˇku sa moˆzˇeme opriet’ o skutocˇnost’, zˇe stacˇ´ı ak sa
v jednom smere (v jednej z os´ı x alebo y) neusta´le hodnota inkrementuje. Toto je doˆvodom,
vd’aka ktore´mu je mozˇne´ algoritmy zjednodusˇit’ ty´m spoˆsobom, zˇe u´secˇku budeme tvorit’
len pre prvu´ polovicu prve´ho kvadrantu alebo druhu´ polovicu sˇtvrte´ho kvadrantu. Ty´m do-
siahneme v kazˇdom cykle algoritmu jednotkovy´ posun na osi x, a to len v kladnom smere.
Na´sledne mus´ıme riesˇit’ vyhodnocovanie na osi y. Umiestnen´ım u´secˇky len do prvej polovice
prve´ho kvadrantu zaist´ıme inkrementa´ciu (nie vsˇak jednotkovu´) v kladnom smere osi y.
Teraz na´m u´secˇka narasta´ ry´chlejˇsie na osi x.
Pretozˇe nie kazˇda´ u´secˇka sa nacha´dza pra´ve v prvej polovici prve´ho kvadrantu, budeme ju
musiet’ pred aplikovan´ım algoritmu upravit’. Po vy´pocˇte su´radn´ıc nove´ho bodu budu´ tieto
zmeny napravene´ a ty´m bude dosiahnute´ spra´vne umiestnenie tohoto bodu. Prevod u´secˇky
uskutocˇn´ıme na za´klade za´meny jej su´radn´ıc, pricˇom vyuzˇijeme osovy´ch su´mernost´ı. Tento
proces bude pop´ısany´ blizˇsˇie pri popise samotne´ho algoritmu.
V matematickom podan´ı je v predosˇlom odstavci pop´ısana´ priamka, pre ktorej smerni-
covy´ predpis plat´ı, zˇe 0 < k < 1. Prvy´ bod (od ktore´ho zacˇ´ıname v algoritme postupovat’)
ma´ mensˇiu x-ovu´ su´radnicu ako druhy´ bod. y-nova´ su´radnica druhe´ho bodu je va¨cˇsˇia ako
v prvom bode.
U´secˇka je vzorkovana´ na ose x jednotkovy´m krokom, preto nazy´vame osu x riadiacou osou
a osu y osou vedl’ajˇsou.
(a) (b)
Obra´zek 2.3: (a) Kvadrant priebehu, (b) Rastrove´ zobrazenie
Bresenhamov algoritmus je zalozˇeny´ pra´ve na tomto princ´ıpe. Pocˇiatocˇne´ su´radnice
sa zaokru´hl’uju´, pricˇom vzniknuta´ nepresnost’ ma´ len zanedbatel’ny´ charakter. Naopak pri
pra´ci zo smernicou by sa aj male´ nepresnosti premietali nepriaznivo do vy´slednej podoby
vypocˇ´ıtanej u´secˇky.
V kazˇdom kroku je predmetom sku´mania poz´ıcia nasleduju´ceho bodu na ose y. Su´ vzˇdy len
dve mozˇnosti, pricˇom sa y-nova´ su´radnica nove´ho bodu bud’ nemen´ı od predcha´dzaju´ceho,
alebo sa zvy´sˇi o 1. Matematicky za´pis platny´ pre nove´ su´radnice (predpoklada´me predcha´-
dzaju´ce su´radnice [xi, yi]): [xi + 1, yi] alebo [xi + 1, yi + 1].
Nova´ y-nova´ su´radnica bude ta´, ktora´ je blizˇsˇie rea´lnemu prieniku u´secˇky s osou xi + 1.
Vzdialenosti oboch mozˇny´ch bodov od tohoto prieniku oznacˇ´ıme a vyjadr´ıme ako d1 a d2,
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pricˇom vycha´dzame so smernicove´ho za´pisu priamky.
y = k(xi + 1) + q (2.4)
d1 = y − yi = k(xi + 1) + q − yi (2.5)
d2 = yi + 1− y = yi + 1− k(xi + 1)− q (2.6)
Obra´zek 2.4: Nasleduju´ce su´radnice
Rozdielom d1 a d2 z´ıskame hodnotu ∆d, ktorej znamienko je urcˇuju´ce pri rozhodnut´ı
umiestnenia nove´ho bodu. Pokial’ je znamienko ∆d za´porne´, nasleduju´cemu bodu zosta´va
su´radnica yi, naopak pri kladnom znamienku to bude yi + 1.
∆d = d1 − d2 = 2k(xi + 1)− 2yi + 2q − 1 (2.7)
Vy´pocˇet je sta´le na ba´ze rea´lneho cˇ´ısla. Pr´ıcˇinou je vy´skyt smernice k, raciona´lneho cˇ´ısla,
v rovnici. k je podielom ∆y∆x a preto je mozˇne´ rovnicu previest’ do cˇisto celocˇ´ıselnej podoby.
Vy´slednu´ hodnotu rovnice nazveme predika´tor a oznacˇ´ıme pi. Plat´ı rovnake´ rozhodovanie




(xi + 1)− 2yi + 2q − 1 (2.8)
pi = ∆d∆x = 2∆yxi − 2∆xyi − 2∆y + ∆x(2q − 1) (2.9)
Aby bolo mozˇne´ v algoritme pocˇ´ıtat’ iterat´ıvnym spoˆsobom, mus´ıme vyjadrit’ itera´tor,
ktory´ sa bude pripocˇ´ıtavat’ k su´cˇasne´mu predika´toru.
pi+1 = pi − 2∆yxi + 2∆xyi + 2∆yxi+1 − 2∆xyi+1 (2.10)
xi+1 nahrad´ıme ako (xi + 1) (konsˇtantna´ itera´cia o 1 v kazˇdom cykle). yi+1, v za´vislosti na
znamienku pi, nahrad´ıme bud’ ako yi (ak pi < 0), alebo yi + 1 (ak pi ≥ 0). Ty´mto na´m
vzniknu´ dva mozˇne´ itera´tory p1 a p2.
pi+1 = pi + 2∆y − 2∆x(yi+1 − yi) (2.11)
pi < 0 pi+1 = pi + 2∆y (2.12)
pi ≥ 0 pi+1 = pi + 2∆y − 2∆x (2.13)
Pocˇiatocˇna´ hodnota pi bude nastavena´ na hodnotu 2∆y + ∆x, kde x a y su´ su´radnicami
pocˇiatocˇne´ho bodu.
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Algoritmus Bresenham zap´ısany´ v pseudoko´de
\\ ak u´secˇka rastie ry´chlejsˇie na ose y, zamenı´me x-ove´ su´radnice s y-novy´mi
\\ tu´to skutocˇnost’ na´m reprezentuje premenna´ swap
bool swap = false;





\\ kladny´/za´porny´ smer narastania u´secˇky na x-ovej osi
int step_x = 1;
if(x1 > x2)
step_x = -1;
\\ kladny´/za´porny´ smer narastania u´secˇky na y-novej osi
int step_y = 1;
if(y1 > y2)
step_y = -1;
\\ deklara´cie ostatny´ch premenny´ch
int dx = abs(x2 - x1), \\ delta x
dy = abs(y2 - y1); \\ delta y
int P = 2*dy - dx, \\ predika´tor
P1 = 2*dy, \\ prvy´ itera´tor
P2 = 2*dy - 2*dx; \\ druhy´ itera´tor
\\ nastavenie pocˇı´tane´ho bodu [x, y]
int y = y1,
x;
\\ samotny´ cyklus algoritmu Bresenham
for(x = x1; x != x2; x = x + step_x) {




if(P >= 0) { \\ posu´vame sa na osi y
P = P + P2;
y = y + step_y;
}
else \\ neposu´vane sa na osi y




Kruzˇnica je d’alˇsou vektorovou entitou cˇasto vyuzˇ´ıvanou na za´pis objektu vo vektorovej
grafike. Z pohl’adu geometrie je presne urcˇena´ stredom a polomerom. Stred kruzˇnice sa
oznacˇuje ako bod S[sx, sy] a polomer ako R.
Matematicky´ predpis funkcie kruzˇnice je na´sledovny´:
F (x, y) : x2 + y2 − r2 = 0 (2.14)
Ako tomu bolo aj pri rasteriza´cii u´secˇky, bude snaha vypocˇ´ıtavat’ body patriace kruzˇnici
pomocou celocˇ´ıselnej aritmetiky. Rea´lne cˇ´ısla, ktory´mi je kruzˇnica zadana´, sa zaokru´hlia bez
vy´raznejˇsieho dopadu na presnost’ vykreslenej kruzˇnice.
Z pohl’adu rastrovej grafiky je kruzˇnica su´merna´ vo oˆsmich oktantoch. Ta´to skutocˇnost’ na´m
umozˇnˇuje aplikovat’ algoritmus na jeden oktant, pricˇom tak moˆzˇeme z´ıskavat’ su´radnice
kruzˇnice pre vsˇetky oktanty. Tieto body sa z´ıskaju´ za´menou su´radn´ıc a ich znamienok
z vypocˇ´ıtane´ho bodu.
Dˇalej pre vsˇetky body kruzˇnice so stredom S[sx, sy] plat´ı, zˇe su´ rovne´ bodom kruzˇnice
so stredom S[0, 0], ku ktory´m sa pripocˇ´ıtaju´ su´radnice sx a sy (predpoklada´me rovnaky´
polomer kruzˇn´ıc). Kruzˇnicu preto preva´dzame do rastrovej podoby so stredom S[0, 0] a
vypocˇ´ıtane´ body potom posu´vame na spra´vnu poz´ıciu.
(a) (b)
Obra´zek 2.5: (a) Su´mernost’ kruzˇnice, (b) Midpoint
Midpoint algoritmus pre kruzˇnicu, tiezˇ zna´my aj ako Bresenhamov, stavia na predosˇly´ch
tvrdeniach. Samotne´ vy´pocˇty bodov sa uskutocˇnˇuju´ pre druhy´ oktant. Postupuje sa od bodu
[0, R] azˇ do bodu, kde x = y. Ty´mto je v priebehu cele´ho oktantu postup po osi x jednot-
kovy´. To znamena´, zˇe v kazˇdom cykle sa x-ova´ su´radnica pocˇ´ıtane´ho bodu zvy´sˇi o 1. Preto
moˆzˇeme bod xi+1 uvazˇovat’ ako xi + 1.
Predmetom rozhodovania bude opa¨t’ y-nova´ su´radnica nove´ho bodu. Mozˇne´ su´ dve poz´ıcie.
V prvom pr´ıpade zosta´va y-nova´ su´radnica rovnaka´ ako pre predcha´dzaju´ci bod, v druhom
pr´ıpade sa novy´ bod posunie o pixel nizˇsˇie. Toto rozhodnutie sa vyhodnocuje na za´klade
bodu
[
xi+1, yi + 12
]
, ktory´ je stredom medzi dvoma mozˇny´mi novy´mi bodmi ([xi+1, yi]
a [xi+1, yi−1]). Dosaden´ım tohoto bodu do funkcie kruzˇnice [2.14] zist´ıme, cˇi lezˇ´ı v kruzˇnici,
alebo mimo nej. Ak je znamienko vy´sledku kladne´, to znamena´, zˇe tento bod nepatr´ı
kruzˇnici, je nasleduju´cou y-novou su´radnicou yi− 1. V opacˇnom pr´ıpade zosta´va su´radnica
rovna´ yi. Vy´sledok oznacˇ´ıme pi a bude predika´torom.






Aby sme v algoritme mohli postupovat’ iterat´ıvne, vyjadr´ıme si rozdiel medzi pi a pi+1
pre obidva pr´ıpady. pi je bud’ za´porne´ (yi+1 = yi) alebo kladne´ (yi+1 = yi − 1).














pi < 0 pi+1 = pi + 2xi + 3 (2.18)
pi < 0 pi+1 = pi + 2xi + 5− 2yi (2.19)
Predika´tor inicializujeme na hodnotu pi = 1−r. Vytvor´ıme dva itera´tory, X2 a Y 2, ktore´
budu´ aktualizovat’ predika´tor. Ich hodnota bude inicializovana´, ako to vyply´va z rovn´ıc [2.18]
a [2.19]. X2 bude pripocˇ´ıtavany´ k predika´toru v kazˇdom cykle. Y 2 bude odpocˇ´ıtavane´ len za
podmienky, zˇe pi ≥ 0. V oboch itera´toroch sa nacha´dza na´sobenie, ktore´ je mozˇne´ odstra´nit’
pripocˇ´ıtavan´ım/odpocˇ´ıtavan´ım dvojna´sobnej hodnoty kroku. Pre X2 prepocˇ´ıtavame 2 a pre
Y 2 odpocˇ´ıtavame 2.
Algoritmus Midpoint pre kruzˇnicu zap´ısany´ v pseudoko´de
\\ inicializa´cia pocˇı´tane´ho bodu
int x = 0,
y = R;
\\ inicializa´cia predika´toru
int P = 1 - R;
\\ inicializa´cia itera´torov
int X2 = 3,
Y2 = 2*R - 2;
\\ samotny´ cyklus algoritmu Midpoint pre kruzˇnicu
while(x <= y) { \\ dosiahnutie hranice oktantu
PutCirclePixel(x, y, color); \\ vykreslenie bodu do vsˇetky´ch oktantov
if(P >=0) { \\ posun o pixel nizˇsˇie
P = P - Y2;
Y2 = Y2 -2;
y = y - 1;
}
P = P + X2; \\ posun o pixel po osi x
X2 = X2 + 2;
x = x + 1;
}
2.4.3 Elipsa
Elipsa je entita v mnohy´ch ohl’adoch podobna´ kruzˇnici, preto bude postup pri tvorbe al-
goritmu rasteriza´cie skoro rovnaky´. Elipsa je su´merna´ v sˇtyroch kvadrantoch. Za´menou
su´radn´ıc alebo ich znamienok je mozˇne´ dosiahnut’ body v zvysˇny´ch troch kvadrantoch, ak
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vypocˇ´ıtame bod na elipse napr. v prvom kvadrante.
Matematicky´ predpis funkcie elipsy je na´sledovny´:
F (x, y) : b2x2 + a2y2 − a2b2 = 0 (2.20)
Obra´zek 2.6: Rozdelenie prve´ho kvadrantu elipsy
Pri vy´pocˇte bodov patriacich elipse, budeme stred elipsy brat’ ako S[0, 0], podobne ako
sme to robili pri kruzˇnici. Vypocˇ´ıtany´ bod na´sledne posunieme na jeho skutocˇnu´ poz´ıciu.
Prvy´ kvadrant, pre ktory´ budeme body pocˇ´ıtat’, mus´ıme rozdelit’ na dve cˇasti. A to v bode,
ktory´ ma´ vlastnost’ 2b2x = 2a2y. V prvej cˇasti (druha´ polovica prve´ho kvadrantu) bude
v kazˇdom cykle narastat’ x-ova´ su´radnica o 1 a y-novu´ su´radnicu budeme posu´vat’ o 1 podl’a
predika´toru. V druhej cˇasti (prva´ polovica prve´ho kvadrantu) tomu bude naopak, pricˇom
sa predika´tor pri priechode medzi ty´mito cˇast’ami nanovo inicializuje. Rozhodovanie pri
vy´bere medzi dvoma mozˇny´mi bodmi bude opa¨t’ za´lezˇat’ na tom, cˇi ich stred (midpoint)
patr´ı do elipsy alebo nie.
V prvej cˇasti, kde je riadiaca os x, teda xi+1 = xi+1, plat´ı rozhodovanie podla predika´toru.
Ak pi < 0, potom yi+1 = yi a ak pi ≥ 0, potom yi+1 = yi − 1.










pi < 0 pi+1 = pi + b2(2xi + 3) (2.23)
pi ≥ 0 pi+1 = pi + b2(2xi + 3) + a2(2− 2yi) (2.24)
Naopak v druhej cˇasti, kde je riadiaca os y, plat´ı yi+1 = yi−1. A podl’a predika´toru sa urcˇ´ı
















+ a2(yi − 2)2 − a2b2 (2.26)
pi < 0 pi+1 = pi + b2(2xi + 2) + a2(3− 2yi) (2.27)
pi ≥ 0 pi+1 = pi + a2(3− 2yi) (2.28)





. Inicializa´cia pi vyzera´ na´sledovne:






pi = b2 + a2(0.25− b) (2.30)
Po dosiahnut´ı bodu 2b2x = 2a2y sa predika´tor mus´ı znovu inicializovat’. V tomto pr´ıpade
su´ hodnoty midpointu
[









+ a2(y − 1)2 − a2b2 (2.31)
2.4.4 Be´zierova krivka
Be´zierova krivka patr´ı medzi aproximacˇne´ krivky. Krivka n-te´ho stupnˇa je zadana´ n + 1
riadiacimi bodmi Pi. Tie vytva´raju´ tzv. riadiaci polygo´n. Krivka lezˇ´ı v konvexnej oba´lke
svojho riadiaceho polygo´nu. Matematicky´ vzt’ah [2.32] popisuje tieto Be´zierove krivky. Vo












ti(1− t)n−i; t ∈ 〈0, 1〉; i = 0, 1, . . . n (2.33)
Krivka precha´dza koncovy´mi bodmi riadiaceho polygo´nu. Pri zmene polohy niektore´ho
z riadiacich bodov Pi je cela´ krivka pozmenena´. Toto by malo neblahy´ dopad hlavne
na krivky vysˇsˇieho stupnˇa. Preto je vy´hodnejˇsie vytva´rat’ zlozˇitejˇsie objekty spa´jan´ım
(nadva¨zovan´ım) viacery´ch kriviek nizˇsˇ´ıch stupnˇov. Najcˇastejˇsie je to Be´zierova kubika, tzn.





1Pre zjednodusˇenie vy´pocˇtov zavedieme v algoritme premenne´ AA = a2 a BB = b2.
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Algoritmus Midpoint pre elipsu zap´ısany´ v pseudoko´de1
\\ inicializa´cia pocˇı´tane´ho bodu
int x = 0,
y = b;
\\ pomocne´ premenne´
int AA = a*a,
BB = b*b;
\\ inicializa´cia predika´toru
int P = BB - AA*b + AA/4;
\\ cyklus pre prvu´ cˇast’ algoritmu
while(AA*y > BB*x) { \\ dosiahnutie bodu 2b^2x = 2a^2y
PutEllipsePixel(x, y, color); \\ vykreslenie sˇtyroch bodov elipsy
if(P < 0) {
P = P + BB*(2*x + 3);
}
else {
P = P + BB*(2*x + 3) + AA*(2 - 2*y);
y = y - 1; \\ midpoint nepatrı´ kruzˇnici (y sa zmensˇı´ o jedna)
}
x = x + 1; \\ x sa zvysˇuje v kazˇdom cykle
}
\\ prepocˇı´tanie predika´toru
P = BB*(x + 0.5)*(x + 0.5) + AA*(y - 1)*(y - 1) - AA*BB;
\\ cyklus pre druhu´ cˇast’ algoritmu
while(y >= 0) { \\ dosiahnutie hranice prve´ho kvadrantu
PutEllipsePixel(x, y, color); \\ vykreslenie sˇtyroch bodov elipsy
if(P < 0) {
P = P + BB*(2*x + 2) + AA*(3 - 2*y);
x = x + 1;
}
else {
P = P + AA*(3 - 2*y);
x = x + 1; \\ midpoint nepatrı´ kruzˇnici (x sa zvysˇuje o jedna)
}
y = y - 1; \\ y sa zmensˇuje v kazˇdom cykle
}
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Brensteinove´ polyno´my su´ vyjadrene´ [2.36] a maticovy´ za´pis Be´zierovej kubiky je [2.37].
B0 = (1− t)3 (2.35)
B0 = 3t(1− t)2
B0 = 3t2(1− t)
B0 = t3
Q(t) = (1− t)3P0 + 3t(1− t)2P1 + 3t2(1− t)P2 + t3P3 (2.36)
Q(t) = (−P0 + 3P1 − 3P2 + P3)t3 + (3P0 − 6P1 + 3P2)t2 + (−3P0 + 3P1)t + P0
Q(t) = [t3 t2 t 1] ·

−1 3 −3 1
3 −6 3 0
−3 3 0 0







 , t ∈ 〈0, 1〉 (2.37)
Obra´zek 2.7: Be´zierova kubika
Algoritmus, ktory´ si pop´ıˇseme, nie je zamerany´ na efektivitu, ale na uka´zˇku vy´pocˇtov
bodov krivky podl’a [2.37]. Princ´ıp vytva´rania rastrovej podoby tejto krivky je zalozˇeny´
na vy´pocˇte len niekol’ky´ch bodov krivky, ktore´ sa spoja u´secˇkami. Ich pocˇet je dany´ cely´m
cˇ´ıslom oznacˇeny´m ako quality va¨cˇsˇ´ım ako nula. Body su´ na´sledne pocˇ´ıtane´ pre kazˇdu´ hod-
notu t od 0 azˇ po 1 s krokom 1quality . Pritom plat´ı, zˇe pocˇiatok krivky je v bode P0 a koniec
v bode P3.
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Algoritmus vy´pocˇtu bodov Be´zierovej kubiky zap´ısany´ v pseudoko´de
// Predpoklada´me pole o sˇtyroch prvkoch (point): P
// a pole LP, do ktore´ho sa ukladaju´ vypocˇı´tane´ body (point).
// hodnota quality je dana´
point XY; // deklara´cia pocˇı´tane´ho bodu
double step = 1.0/quality; // krokovy´ itera´tor pre "t"
double t = 0.0;
for(int i = 0; i <= quality; i++) {
XY.x = (- P[0].x + 3*P[1].x - 3*P[2].x + P[3].x )*t^3
+ ( 3*P[0].x - 6*P[1].x + 3*P[2].x )*t^2
+ (- 3*P[0].x + 3*P[1].x )*t
+ ( P[0].x );
XY.y = (- P[0].y + 3*P[1].y - 3*P[2].y + P[3].y )*t^3
+ ( 3*P[0].y - 6*P[1].y + 3*P[2].y )*t^2
+ (- 3*P[0].y + 3*P[1].y )*t
+ ( P[0].y );
t = t + step;
LP[i] = XY;
}
Algoritmus spojenie vypocˇ´ıtany´ch bodov Be´zierovej kubiky zap´ısany´ v pseudoko´de
// Predpoklada´me pole LP, ktore´ obsahuje vypocˇı´tane´ body krivky
int sum = LP.size() - 1; // pocˇet u´secˇiek
for(int i = 0; i < sum; i++) {




Na´vrh a implementa´cia aplika´cie
Pred samotnou implementa´ciou aplika´cie je potrebne´ urcˇit’ ciele, ktore´ by mal vy´sledny´ pro-
gram sp´lnˇat’ z uzˇ´ıvatel’ske´ho hl’adiska. Tie vyply´vaju´ hlavne zo zadania pra´ce. Na za´klade
ty´chto pozˇiadaviek bude zostaveny´ na´vrh aplika´cie a jej predbezˇne´ zlozˇenie z programa´torske´ho
hl’adiska. Takisto je potrebne´ zvolit’ vy´vojove´ na´stroje a postup implementa´cie.
3.1 Pozˇiadavky na program
Ako uzˇ bolo naznacˇene´, aplika´cia je zamerana´ na vy´ucˇbu a demonsˇtra´ciu vybrany´ch ras-
terizacˇny´ch algoritmov. Je preto nutne´ zhodnotit’ pozˇiadavky z pohl’adu uzˇ´ıvatel’a, ktory´
tento program bude pouzˇ´ıvat’.
Prvy´m bodom je teoreticka´ cˇast’, ktora´ bude uzˇ´ıvatel’ovi pr´ıstupna´ v na´povede programu.
Kazˇdy´ algoritmus bude podrobne pop´ısany´ a uzˇ´ıvatel’ tak z´ıska predstavu o jeho podstate.
Aby si nadobudnute´ teoreticke´ poznatky mohol prakticky overit’, bude aplika´cia poskytovat’
aj na´stroje na ich demonsˇtra´ciu.
GUI programu by nemalo byt’ zlozˇite´. Program by mal byt’ jednoducho a intuit´ıvne
ovla´datel’ny´. Graficky´ vy´stup programu, konkre´tne rastrova´ plocha zobrazuju´ca vy´sledok
rasteriza´cie, je nutnost’ou. Vy´hodou bude mozˇnost’ pribl´ızˇenia alebo oddialenia pohl’adu.
Dˇalej je potrebna´ mozˇnost’ vol’by konkre´tneho algoritmu. Kazˇdy´ z ty´chto algoritmov je
v princ´ıpe zlozˇeny´ z troch cˇast´ı. Prva´ cˇast’ je vy´ber parametrov (defin´ıcia) pre danu´ entitu.
Druhou cˇast’ou je pr´ıprava algoritmu na samotny´ vy´pocˇet hladany´ch bodov. Ty´mto sa
myslia inicializa´cie riadiacich premenny´ch algoritmu a pr´ıpadne´ pouzˇite´ heuristiky. Tretia
cˇast’ je samotny´ priebeh algoritmu, ktory´ uzˇ je realizovany´ v cykle.
Na za´klade tohoto rozdelenia je mozˇne´ navrhnu´t’ spolocˇnu´ funkcionalitu ovla´dania de-
monsˇtrovany´ch algoritmov. Body budu´ volene´ priamo z rastrovej plochy. Ostatne´ parame-
tre ent´ıt budu´ nastavitel’ne´ samostatne. Po zadan´ı vsˇetky´ch potrebny´ch parametrov bude
mozˇne´ pristu´pit’ priamo k priebehu algoritmu. Kazˇdy´ algoritmus bude rozdeleny´ na kroky
(logicke´ cˇasti algoritmu). Tieto kroky budu´ za´kladom demonsˇtra´cie procesu rasteriza´cie pre
kazˇdu´ z vybrany´ch ent´ıt. V kazˇdom kroku budu´ premenne´ algoritmu, ktore´ su´ relevantne´
pre uzˇ´ıvatela, aktualizovane´. Takisto bude kazˇdy´ krok komentovany´ vy´pisom s aktua´lnymi
hodnotami (napr. vyhodnocovanie podmienok, vy´pocˇty novy´ch bodov, atd’). Na rastro-
vej ploche budu´ zobrazovane´ vsˇetky zmeny, ktore´ algoritmus vypocˇ´ıta. Takto dosiahneme
mozˇnost’ podrobne´ho presku´mania algoritmu a celkovy´ prehl’ad jeho priebehu.
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3.2 Na´vrh aplika´cie
Aplika´cia bude objektovo orientovana´. Pri na´vrhu vycha´dzame z pozˇiadaviek, ktore´ sme
pop´ısali v predosˇlej cˇasti. Aplika´ciu rozdel´ıme na cˇasti (triedy), ktore´ budu´ zaist’ovat’ po-
trebnu´ funkcˇnost’. Samotna´ implementa´cia bude pop´ısana´ azˇ neskoˆr.
V prvom rade budeme potrebovat’ udrzˇiavat’ informa´cie o parametroch a rastrovej po-
dobe pocˇ´ıtanej entity. Za ty´mto u´cˇelom navrhneme triedu cField. Rastrova´ podoba jedi-
nej entity spravidla zabera´ len malu´ cˇast’ z rastrove´ho pola, ktore´ je zobrazovane´. Preto
bude vy´hodny´m riesˇen´ım pouzˇit’ hash tabul’ku, ktora´ bude udrzˇiavat’ informa´cie len o vy-
brany´ch bodoch a nie o celej ploche, ktorej vel’ka´ cˇast’ nebude vyuzˇita´. Za´kladny´m prvkom
v tejto hash tabul’ke bude jedna bunka predstavuju´ca jeden pixel a jeho aktua´lne nastave-
nie. Nenastavene´ pixle sa v tabul’ke udrzˇiavat’ nebudu´. Ty´mto na´m vznikli dve nove´ triedy
cHashTable a cCell.
Da´ta entity vo vektorovej podobe budu´ zaznamena´vane´ v triede cEntity.
Trieda cField teda bude obsahovat’ prima´rne dva objekty 2 (z tried cHashTable a cEntity),
nad ktory´mi bude poskytovat’ kontrolu a meto´dy na manipula´ciu s nimi.
O graficke´ zobrazenie da´t objektov triedy cField sa bude starat’ trieda cCanvas. Bude
poskytovat’ prostriedky na vykreslenie rastrove´ho pola s roˆznym pribl´ızˇen´ım. A takisto aj
mozˇnost’ zobrazit’ entitu nad ty´mto rastrovy´m pohl’adom v jej ”rea´lnej”3 podobe.
Algoritmy, ktore´ maju´ vel’a spolocˇny´ch znakov a spolocˇny´ princ´ıp ovla´dania, budu´
vycha´dzat’ z triedy cAlgorithm. Ta´ bude zabezpecˇovat’ spolocˇnu´ formu pre objekty vsˇetky´ch
algoritmov. Jej prima´rnou u´lohou bude spravovat’ objekt cField, ktore´ho da´ta budu´ repre-
zentovat’ vy´sledky algoritmu (vypocˇ´ıtane´ body, riadiace body, atd’). Dˇalej vytvor´ıme triedu
cMessageBox, ktora´ bude poskytovat’ mozˇnost’ textove´ho vy´pisu. Jej objekt bude takisto
ovla´dany´ z triedy cAlgorithm.
Kazˇdy´ odvodeny´ algoritmus bude mat’ implementovane´ vlastne´ spra´vanie pre vybrane´ meto´dy
zdedene´ z triedy cAlgorithm. Ty´mi bude napr´ıklad implementa´cia samotne´ho rasterizacˇne´ho
algoritmu a panel s menami a hodnotami premenny´ch pre tento algoritmus.
Objekty ty´chto tried spolu vytvoria celu´ aplika´ciu, ktora´ bude komunikovat’ s uzˇ´ıvatel’om.
Vza´jomna´ komunika´cia, usporiadanie objektov a celkova´ spra´va aplika´cie bude implemen-
tovana´ v triede cFrame, hlavnom okne aplika´cie. V nej budu´ umiestnene´ jednotlive´ objekty
a ovla´dacie prvky.
S touto triedou bude spojena´ trieda cSetFrame, ktora´ bude spravovat’ nastavenie celej
aplika´cie. Meto´dy na za´znam a pr´ıstup k ulozˇeny´m nastaveniam budu´ implementovane´
v triede cXmlSettings.
Na za´ver spomenieme triedu cXmlLanguage, ktora´ implementuje meto´dy na pr´ıstup
k textom, ktore´ su´ pouzˇ´ıvane´ v celej aplika´cii. Texty moˆzˇu byt’ v roˆznych jazykoch. Na
prelozˇenie aplika´cie pritom stacˇ´ı vytvorenie nove´ho jazykove´ho su´boru a prelozˇenie textov,
ten je potom mozˇne´ v aplika´cii pouzˇit’ a tak zmenit’ jej jazyk.
2Objektom nazy´vame jednu insˇtanciu triedy.
3Rea´lnou podobou sa mysl´ı presne´ zobrazenie entity (nakol’ko to len rastrovy´ monitor dovol’uje).
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3.3 Implementacˇne´ prostredie a pouzˇite´ na´stroje
Ako implementacˇny´ jazyk celej aplika´cie sme si z ponuky mozˇny´ch jazykov zvolili C++. Ja-
zyk je objektovo orientovany´, s cˇ´ım pocˇ´ıta aj na´vrh aplika´cie.
Dˇalˇs´ım na´strojom bude cross-platform GUI toolkit wxWidgets [3]. Ide o na´stroj posky-
tuju´ci implementacˇne´ prostriedky pre graficke´ rozhranie programu. Jeho vy´hodou je pre-
nositel’nost’ ko´du medzi jednotlivy´mi platformami. Tu´to vy´hodu vyuzˇijeme pri vy´voji nasˇej
aplika´cie, ktora´ bude prelozˇitel’na´ a spustitel’na´ minima´lne na platforma´ch MS Windows a
Linux.
Na spra´vu da´t pop´ısany´ch v XML pouzˇijeme C++ XML Parser 4, ktory´ je multiplatfor-
movy´.
Programova´ dokumenta´cia bude generovana´ programom Doxygen. Je to na´stroj na automa-
ticke´ zostavovanie dokumenta´cie zo zdrojove´ho ko´du, ktory´ je komentovany´ pozˇadovanou
syntaxou.
Aplika´cia bude vyv´ıjana´ v prostred´ı wxDev-C++ a testovana´ bude na oboch platforma´ch -
Windows a Linux.
3.4 Implementa´cia
Nasˇ´ım ciel’om bude vytvorit’ cˇo najlepsˇiu aplika´ciu, sp´lnˇaju´cu vsˇetky pozˇiadavky uvedene´
v na´vrhu. Na´vrh aplika´cie bude realizovany´ postupne, v etapa´ch. Pri implementa´cii bu-
deme vyuzˇ´ıvat’ hlavne prostriedky wxWidgets. S pomocou ty´chto komponentov, ktore´ su´
na´m k dispoz´ıcii, vytvor´ıme vlastne´ triedy pop´ısane´ v na´vrhu aplika´cie. Z nich na´sledne
zostav´ıme aplika´ciu.
Na´zvy funkci´ı/meto´d, premenny´ch a tried je snaha pomenovat’ vy´stizˇne, v anglickom jazyku
tak, aby cˇo najviac vypovedali o svojom vy´zname.
V tejto kapitole si pop´ıˇseme implementa´ciu niekol’ky´ch najdoˆlezˇitejˇs´ıch tried. Spomenute´ a
pop´ısane´ budu´ len najza´sadnejˇsie meto´dy a da´ta ty´chto tried. Programovu´ dokumenta´ciu
je mozˇne´ na´jst’ na CD uvedenom v pr´ıloha´ch.
3.4.1 Zoznam implementovany´ch tried
Nasleduje celkovy´ zoznam tried so strucˇny´m popisom. Po tomto zozname budu´ v d’alˇsej
cˇasti podrobnejˇsie pop´ısane´ najdoˆlezˇitejˇsie z nich.
App2D - hlavna´ trieda aplika´cie, odvodena´ z triedy wxApp.
cFrame - hlavne´ okno aplika´cie.
cCanvas - okno na vykresl’ovanie da´t z triedy cField.
cAlgorithm - vy´chodzia trieda pre vsˇetky implementovane´ rastrove´ algoritmy.
[cAlg Bresenham] - implementa´cia algoritmu Bresenham pre u´secˇku.
[cAlg Cirmid] - implementa´cia algoritmu Midpoint pre kruzˇnicu.
[cAlg Ellmid] - implementa´cia algoritmu Midpoint pre elipsu.
[cAlg Beziercubic] - implementa´cia algoritmu Be´zierovej kubiky.
4C++ XML Parser http://iridia.ulb.ac.be/ fvandenb/tools/xmlParser.html
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cField - trieda implementuje ulozˇenie a manipula´ciu s graficky´mi da´tami.
cHashTable - hash tabul’ka pre objekty triedy cCell.
cCell - predstavuje za´kladny´ objekt v rastrovom poli - pixel a jeho nastavenia.
cEntity - vy´chodzia trieda pre za´znam predpisu entity.
[cEntLine] - uchova´va predpis u´secˇky.
[cEntCircle] - uchova´va predpis kruzˇnice.
[cEntEllipse] - uchova´va predpis elipsy.
[cEntBezierCubic] - uchova´va predpis Be´zierovej kubiky.
cMessageBox - okno na textovy´ vy´pis, odvodene´ od triedy wxTextCtrl.
cSetFrame - graficke´ rozhranie pre nastavovanie vlastnost´ı programu.
cXmlLanguage - implementuje spra´vu jazykovy´ch da´t v aplika´cii.
cXmlSettings - implementuje spra´vu nastaven´ı aplika´cie.
3.4.2 cField
Trieda cField je jedny´m zo za´kladny´ch kamenˇov aplika´cie, pretozˇe v nej sa udrzˇiavaju´
vsˇetky da´ta, ktore´ reprezentuju´ rastrovy´ a aj skutocˇny´ obraz entity. Objekty tejto triedy
su´ ovla´dane´ dvoma d’alˇs´ımi triedami - cCanvas a cAlgorithm.
Trieda obsahuje jeden objekt triedy cHashTable. Na manipula´ciu s ty´mto objektom su´
v tejto triede implementovane´ meto´dy: SetCell, UnsetCell, GetCell a Clear. Takto sa
vykona´vaju´ zmeny s da´tami rastrove´ho za´znamu objektu cField.
Druhy´ objekt, cEntity, je priamo pr´ıstupny´ a na jeho spra´vu je mozˇne´ vyuzˇ´ıvat’ meto´dy
implementovane´ v jeho triede. Trieda cEntity, obsahuje meto´dy SetInit(stav objektu) a
SetShow(ne/zobrazovat’ objekt). Kazˇda´ trieda od nej odvodena´ ma´ navysˇe aj meto´du Init,
ktora´ zabezpecˇuje spra´vnu inicializa´ciu da´t entity v danom objekte.
3.4.3 cCanvas
cCanvas je trieda odvodena´ z triedy wxScrolledWindow, ktora´ je implementovana´ vo wxWi-
dgets. Vyuzˇ´ıva ju na vykreslenie da´t z objektu triedy cField, na ktory´ ma´ ukazovatel’.
Vykresl’ovanie ty´chto da´t je dosiahnute´ naimplementovan´ım spra´vania zdedenej meto´dy
OnPaint a niekol’ky´ch d’alˇs´ıch meto´d na vykresl’ovanie a obnovovanie obrazu. Ty´mi su´ napr.:
DrawCell, UpdateCell (vykreslenie/obnovenie jednej bunky - pixlu), alebo DrawEntity
(vykreslenie skutocˇnej entity nad rastrovy´m obrazom). Dˇalej spomenieme doˆlezˇitu´ meto´du
Zoom, ktora´ nastavuje vel’kost’ pribl´ızˇenia pohl’adu.
Trieda cCanvas obsahuje uzˇ spomı´nany´ ukazovatel’ na objekt triedy cField, ktore´ho
zmenou a na´sledny´m zavolan´ım meto´d vykreslenia, dosiahneme graficke´ zobrazenie jeho da´t.
Takto je mozˇne´ pouzˇ´ıvat’ jedno okno na vykresl’ovanie viacery´ch objektov triedy cField,
pricˇom prechod medzi nimi je jednoduchy´.
Uzˇ´ıvatel’sky´ vstup je zabezpecˇeny´ meto´dou OnMouse, kde su´ zachyta´vane´ a osˇetrene´
akcie vykonane´ mysˇou. Prechod mysˇi nad rastrovy´m polom spoˆsobuje zobrazenie su´radn´ıc
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aktua´lneho pixlu (za predpokladu, zˇe je ta´to funkcia zapnuta´). Dˇalej je tu osˇetrene´ volenie
si riadiacich bodov/pixlov pre aktua´lny algoritmus. Pri kliknut´ı je volana´ meto´da objektu
cAlgorithm (GetPoint) s pr´ıslusˇny´mi parametrami (su´radnice zvolene´ho pixlu), ktora´ tento
podnet spracuje.
3.4.4 cAlgorithm
Uchova´vanie a zobrazovanie da´t sme si uzˇ pop´ısali a implementovali. Teraz pristu´pime k sa-
motne´mu jadru aplika´cie, ktory´m je vyuzˇitie ty´chto prostriedkov na prezenta´ciu priebehu
rasterizacˇne´ho algoritmu. Na tento u´cˇel na´m slu´zˇi trieda cAlgorithm a od nej odvodene´
triedy so sˇpecifikovany´m spra´van´ım zdedeny´ch abstraktny´ch meto´d.
Samotna´ trieda cAlgorithm je odvodena´ z triedy wxPanel. Je za´kladom na zobrazenie
spolocˇny´ch ovla´dac´ıch prvkov pre vsˇetky algoritmy. Ty´m sa mysl´ı resetovanie cele´ho al-
goritmu, vykonanie jedne´ho kroku algoritmu, spustenie/zastavenie priebehu algoritmu po
krokoch, nastavovanie ry´chlosti tohoto priebehu a mozˇnost’ vykreslenia skutocˇnej entity.
V tejto triede sa vytva´ra objekt triedy cField, takzˇe pre kazˇdy´ rasterizacˇny´ algoritmus
existuje samostatny´ za´znam s da´tami pre zobrazenie. Preto moˆzˇeme pracovat’ s viacery´mi
algoritmami naraz, a pritom nestrat´ıme ich doterajˇsie vy´sledky. Dˇalej je v tejto triede imple-
mentovana´ meto´da na prevzatie vykresl’ovacieho okna (TakeCanvas) a ulozˇenie/nacˇ´ıtanie
vy´pisu (meto´dy Save, Load).
Objekty predstavuju´ce vybrane´ algoritmy budu´ vytva´rane´ z tried, ktore´ su´ odvodene´
z tejto triedy a maju´ implementovane´ spra´vanie pre zdedene´, abstraktne´ meto´dy: Step,
Reset a GetPoint. Tieto triedy takisto obsahuju´ da´ta (premenne´) potrebne´ pra´ve pre dany´
rasterizacˇny´ algoritmus. Niektore´ z ty´chto premenny´ch, ktore´ su´ doˆlezˇite´ pre uzˇ´ıvatel’a, su´
pomenovane´ a zobrazene´ na paneli.
Meto´da Step je samotny´ rasterizacˇny´ algoritmus, rozdeleny´ na logicke´ cˇasti. Pri kazˇdom
volan´ı tejto meto´dy sa vykona´ jedna cˇast’ tohoto algoritmu. Toto krokovanie je komento-
vane´, zmeny, ktore´ vykona´va sa ihned’ premietaju´ do rastrove´ho zobrazenia a za´rovenˇ sa na
paneli aktualizuju´ hodnoty viditel’ny´ch premenny´ch.
Reset je meto´da, ktora´ nuluje alebo nastav´ı premenne´ pre dany´ algoritmus na prednasta-
vene´ hodnoty, vymazˇe vy´pis a vycˇist´ı rastrove´ pole.
Meto´du GetPoint sme spomı´nali uzˇ skoˆr v tejto kapitole. Pri jej zavolan´ı, ktore´ vyvola´va
uzˇ´ıvatel’ kliknut´ım mysˇi na rastrovu´ plochu, je jej u´lohou vyhodnotit’, cˇi sa ma´ brat’ ohl’ad
na zadany´ pixel. Ak je uzˇ rasterizacˇny´ algoritmus zaha´jeny´, nie je mozˇne´ menit’ predpis
pocˇ´ıtanej entity. Na druhej strane, ak je bod akceptovany´, vyhodnot´ı sa jeho u´loha v pred-
pise entity. Plat´ı pravidlo, zˇe ak bol zadany´ potrebny´ pocˇet riadiacich bodov entity, novy´
bod nahra´dza najstarsˇ´ı zvoleny´ bod. Ty´mto spoˆsobom je mozˇne´ upravovat’ entitu.
3.4.5 cFrame
Z vysˇsˇie pop´ısany´ch tried vytva´rame objekty a tie umiestnime do objektu triedy cFrame.
Tento objekt je hlavny´m oknom celej aplika´cie. Jeho u´lohou je spravovat’ rozlozˇenie vidi-
tel’ny´ch objektov a poskytovat’ uzˇ´ıvatel’ovi niektore´ ovla´dacie prvky. Ty´mi su´ napr. menu,
ovla´danie pribl´ızˇenia rastrovej plochy a vy´ber algoritmu zo zoznamu. Dˇalej spomenˇme, zˇe
ta´to trieda takisto zabezpecˇuje pr´ıstup k textom vo vybranom jazyku a zmeny nastaven´ı
aplika´cie.
Objekt tejto triedy je vytva´rany´ pri inicializa´cii aplika´cie. Obsahuje ukazovatele na objekt
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cCanvas, cMessageBox, cXmlLanguage, cXmlSettings a na pole objektov tried odvodeny´ch




Aplika´cia bola implementovana´ podl’a na´vrhu. Vy´sledny´ spustitel’ny´ program je pouzˇitel’ny´
v praxi na plnenie u´cˇelov svojho vzniku. Nie je potrebne´ zˇiadne sˇpecia´lne softwarove´ vyba-
venie platforiem, na ktory´ch tento program bezˇ´ı. Testovanie programu prebiehalo priebezˇne
s jeho vy´vojom a vsˇetky na´jdene´ nedostatky boli odstra´nene´.
4.1 Ovla´danie
Ovla´danie programu je jednoduche´ a celkova´ kompoz´ıcia je dobre navrhnuta´. Programove´
menu poskytuje pr´ıstup k nastaveniam programu, niektory´m ovla´dac´ım prvkom a na´povede.
Kliknut´ım mysˇi si uzˇ´ıvatel’ vol´ı riadiace body z rastrovej plochy a na paneli vpravo nastavuje
zvysˇne´ parametre. Ovla´dacie prvky algoritmu su´ umiestnene´ na tom istom paneli hore. Po
zaha´jen´ı algoritmu uzˇ nie je mozˇne´ upravovat’ predpis entity.
4.2 Uka´zˇky





Projekt, ktore´ho u´lohou bolo vytvorenie aplika´cie pouzˇitelnej na vy´ucˇbu a demonsˇtra´ciu,
je dokoncˇeny´. Ta´to pra´ca popisuje teoreticke´ za´klady ty´kaju´ce sa danej problematiky, a
aj postup na´vrhu a implementa´cie samotnej aplika´cie. Aplika´cia splnila ciele, ktore´ si na
zacˇiatku kla´dla. Je jednoducho a intuit´ıvne ovla´datel’na´ a poskytuje dobre´ prostriedky na
prakticke´ obozna´menie sa s vybrany´mi rasterizacˇny´mi algoritmami. Vy´hodou aplika´cie je
jej viacjazycˇnost’, pricˇom doplnenie ine´ho jazyka je pomerne jednoduche´, bez potreby za´sahu
do samotne´ho programu.
Ta´to pra´ca by mala byt’ pr´ınosom pre sˇtudentov, ktor´ı sa oboznamuju´ zo za´kladmi
pocˇ´ıtacˇovej grafiky, ale aj pre laikov. Osobny´m pr´ınosom pre mnˇa bola sku´senost’ so samo-
statnou pra´cou na rozsiahlejˇsom projekte a prakticke´ pouzˇ´ıvanie rozlicˇny´ch na´strojov pri
jeho tvorbe.
Budu´cnost’ tohoto projektu je v jeho d’alˇsom vy´voji. Smer, ktory´m by sa mal ube-
rat’, je postupne´ dop´lnˇanie d’alˇs´ıch rasterizacˇny´ch algoritmov na vy´ber a rozsˇirovan´ım
uzˇ´ıvatel’sky´ch mozˇnost´ı. Program je mozˇne´ vd’aka multiplatformovy´m na´strojom, s ktory´ch
pomocou bol vyv´ıjany´, rozsˇ´ırit’ aj na ine´ platformy nezˇ len MS Windows a Linux.
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• su´bory so zdrojovy´mi ko´dmi
• dokumenta´cia zdrojovy´ch ko´dov
• manua´l k programu
• technicka´ spra´va vo forma´te pdf
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Pr´ıloha cˇ´ıslo 1.: Diagram tried
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