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Seznam uporabljenih simbolov 
V zaključnem delu so uporabljene naslednje veličine in simboli: 
Veličina / oznaka Enota 
Ime Simbol Ime Simbol 
napetost U volt V 
tok I amper A 
frekvenca f hertz Hz 
impedanca Z ohm Ω 
upornost R ohm Ω 
reaktanca X ohm Ω 
admitanca Y siemens S 
konduktanca G siemens S 
susceptanca B siemens S 
navidezna moč S voltamper VA 
delovna moč P watt W 
jalova moč Q var VAr 
Tabela 1: Veličine in simboli 
Vektorji in matrike so zapisani s poudarjeno pisavo, posamezen člen vektorja ali 
matrike pa je označen z malo črko ter indeksom vrstice in stolpca. Tako yij označuje 
člen admitančne matrike Y, ki se nahaja v i-ti vrstici in j-tem stolpcu. Podčrtane 
veličine, kot je npr. napetost U, označujejo kompleksne veličine, kjer je imaginarna 
enota označena s pokončno črko j. 







V magistrskem delu smo se lotili problema izračuna električnih razdalj za primer 
omrežja celinske Evrope, katerega del je tudi slovensko omrežje. Najprej smo si 
pogledali zakaj manjša omrežja povezujemo v večja interkonekcijska ter kako je 
elektroenergetsko omrežje v Evropi razdeljeno. Sledi opis uporabljenih modelov 
elementov pri izračunih. Ker električne razdalje lahko dobimo iz diagonalnih  členov 
inverzne admitančne matrike, si pogledamo kako admitančno matriko sestavimo. V 
nadaljevanju se sprašujemo, če je sploh potreben inverz celotne admitančne matrike, 
saj je inverz velike matrike časovno potraten. Ugotovimo, da lahko s pomočjo DD 
algoritma izračunamo diagonalne člene inverzne matrike brez invertiranja celotne 
admitančne matrike. Podrobneje predstavimo potek algoritma in pogledamo kako 
smo ga uporabili v naših izračunih. Izračune smo izvedli z lastnim programom, 
izdelanim v okolju Borland Delphi 7, ki temelji na programskem jeziku Pascal. V 
nadaljevanju si pogledamo probleme, ki jih prinese uporaba tega programa in 
podamo možne rešitve ter zglede za lažje razumevanje. Za konec predstavimo še 
grafični vmesnik in možne nastavitve izračunov. 
 
 









This master’s thesis presents the problem of calculating electrical distances for the 
case of the network of continental Europe, which part is also the Slovenian 
transmission network. At the beginning we find out why smaller networks are 
connected into larger interconnection network and how the electricity grid is 
distributed in Europe. Next we describe models of elements used in the calculations. 
Because electrical distances can be obtained from the inversion of nodal admittance 
matrix, we look at how to construct it. In the following, we ask ourselves if it is 
necessary to invert the entire admittance matrix, since the inverse of the large matrix 
is time consuming. We figure out that with the DD algorithm we can calculate the 
diagonal elements of the inverse matrix without inverting the entire admittance 
matrix. We look more closely how DD algorithm work and how we can use it in our 
calculations. The calculations were performed using our own program, developed 
with Delphi 7 software package, which is based on Pascal programming language. 
Below we describe problems that this software package brings out and provide 
possible solutions with practical examples for easier understanding. Finally, we 
present a graphical interface and possible calculation settings. 
 
 









Elektroenergetski sistem temelji na prenosu moči, zato si želimo sistem, ki bo 
zanesljiv in neobčutljiv oziroma čim manj občutljiv na spremembe ravnovesja moči. 
To dosežemo tako, da manjše elektroenergetske sisteme, povezujemo v večje 
interkonekcijske sisteme oziroma večja sinhrona območja (ang. wide area 
synchronous grid). V Evropi imamo tako 5 sinhronih območij: UCTE, ki skupaj s 
Turčijo, delom Ukrajine, Tunizijo, Alžirijo in Marokom tvorijo Sinhrono območje 
celinske Evrope (ang. Synchronous Grid of Continental Europe), NORDEL, ATSOI, 
UKTSOA in BALTSO (Tabela 2).  
Sinhrono območje Vključene države 
UCTE 
Avstrija, Belgija, Bosna in Hercegovina, Bolgarija, Češka, 
Hrvaška, zahodna Danska, Francija, Nemčija, Grčija, 
Madžarska, Italija, Luksemburg, Črna gora, Nizozemska, 
Poljska, Portugalska, Romunija, Srbija, Slovaška, Slovenija, 
Španija, Švica, Makedonija, Albanija 
NORDEL Finska, Švedska, Norveška, vzhodna Danska 
ATSOI Irska  
UKTSOA Velika Britanija 
BALTSO Litva, Latvija, Estonija 
Tabela 2: Sinhrona območja v Evropi [2] 
Večina teh držav ima enega sistemskega operaterja prenosnega omrežja, najdejo pa 
se tudi države, ki imajo štiri (Nemčija in Velika Britanija) ali dva (Avstrija) 
sistemska operaterja. Evropske sistemske operaterje (ang. Transmission System 




Operator – TSO) povezuje združenje ENTSO-E (ang. European Network of 
Transmission System Operators for Electricity), ki je bilo ustanovljeno 19. decembra 
2008 in združuje 43 TSO-jev iz 36 držav. ENTSO-E sestavlja več območnih skupin 
(ang. Regional Group) (Slika 1.1) in sicer 5 sinhronih območij ter dva izolirana 
sistema (Ciper in Islandija). Nazivna obratovalna frekvenca vseh območnih skupin 
znaša 50 Hz. Območne skupine med seboj ne obratujejo sinhrono, zato si električno 
energijo izmenjavajo preko visokonapetostnih enosmernih vodov (angl. High-
Voltage Direct Current – HVDC).  
 
Slika 1.1: ENTSO-E območja [1] 
Povod za ustanovitev združenja ENTSO-E je bil nastanek trga z električno energijo v 
Evropi. Zaradi trgovanja z električno energijo so daljnovodi začeli delovati na robu 
zmogljivosti in posledično prihaja do vse več razpadov EES, frekvenčne, napetostne 
in kotne nestabilnosti ter nihanja moči, saj niso bili načrtovani za tako obratovanje. 
Da bi lahko preprečili razpade potrebujemo informacije o trenutnem stanju EES-a. 





Measurement System), ki temeljijo na merjenju fazorjev napetosti in tokov  (ang. 
Phasor Measurement Unit – PMU). Na podlagi izmerjenih podatkov in analize 
sistema lahko ugotovimo izvor motnje in izvedemo ustrezne ukrepe, da motnjo 
odpravimo. Ali bo neka motnja vplivala na stabilnost nekega EES-a, je odvisno od 
električne razdalje mesta nastanka motnje. Torej neka napaka v grškem EES-u ne bo 
enako vplivala na stabilnost nemškega EES-a, kakor enaka napaka v švicarskem 
EES-u. 
Električno razdaljo med dvema zbiralkama predstavlja Théveninova nadomestna 
impedanca med njima, sam izračun pa matematično ni zahteven [6]. Za manjše 
sisteme (nekaj vozlišč) lahko izračunamo nadomestno impedanco ročno (za primere 
izračuna glej [6]), za večje sisteme pa potrebujemo računalnik, pri čemer je potrebna 
uporaba matrik in inverza zbiralčne admitančne matrike. 







2. Modeli elementov EES 
Za zanesljivo in enotno delovanje sinhronih območij je potrebna dobra komunikacija 
ter izmenjava podatkov (proizvodnja, poraba, lastnosti in karakteristike naprav …) 
med sistemskimi operaterji posameznega območja. Za potrebe različnih izračunov in 
analize podatkov so predpisali pravila shranjevanja in izmenjave teh podatkov (ang. 
UCTE Data Exchange Format for load flow and three phase short circuit studies – 
UCTE-DEF). Pri naših izračunih smo uporabili modele vodov, transformatorjev in 
bremen na podlagi katerih smo lahko iz podatkov, ki so na voljo v UCTE-DEF, 
sestavili admitančno matriko Y. Opis modelov je povzet po [6]. 
2.1. Model voda 
Pri opazovanju hitrih, dinamičnih pojavov uporabljamo model s porazdeljenimi 
parametri, ki je opisan s pomočjo telegrafskih enačb, pri izračunu in opazovanju 
obratovalnih stanj EES-a, pa uporabimo model s koncentriranimi parametri, ki ga 
predstavimo s pomočjo nadomestnega Π- ali T-vezja (Slika 2.1).  





Slika 2.1: Nadomestno T-vezje (a) in Π-vezje (b) 
Največkrat se za srednje dolge vode uporablja Π-vezje, ki smo ga pri naših izračunih 
uporabili tudi mi. Torej je vzdolžna impedanca Z enaka impedanci celotne dolžine 
voda, prečni admitanci Y1 in Y2 pa polovici admitance celotne dolžine voda:  
 𝑍 = 𝑅 + j𝜔𝐿, (2.1) 
 
 








Ker je G v primerjavi z ωC zelo majhen, ga zanemarimo in prečni admitanci sta tako: 
 




2.2. Model transformatorja 
Transformator lahko predstavimo z različnimi modeli kot so Π-, T- ali Γ-vezje. 
Naravo transformatorja najbolje opisuje T-model (Slika 2.2), kjer predstavlja: 
 Z1 – joulske izgube v bakru in izgube zaradi stresanja magnetnega polja 
primarnega navitja, 
 Z2 – enako kot Z1, le v sekundarnem navitju, 
 Y0 – izgube magnetilnega toka in joulske izgube zaradi vrtinčnih tokov v 
železnem jedru.  





Slika 2.2: Nadomestno T-vezje transformatorja 
Da se znebimo napetostnih nivojev in si olajšamo nadaljnje izračune, sekundarno 
napetost U2, tok I2 in impedanco Z2 reduciramo oziroma preračunamo na primarno 
(Slika 2.3): 
 𝑈2










′ = 𝑝2 ∙ 𝑈2, (2.6) 
 
kjer je p prestava in predstavlja razmerje med številom ovojev primarnega n1 in 








Slika 2.3: Nadomestno T-vezje transformatorja z reducirano sekundarno stranjo 




Dokument UCTE-DEF nam predpisuje uporabo desnega Γ-vezja transformatorja, 
kjer se znebimo vozlišča med impedancama, saj je tok skozi Y0 navadno veliko 
manjši od tokov I1 ter I2 in posledično ne naredimo velike napake, če Y0 postavimo 
na začetek (levo Γ-vezje) ali konec (desno Γ-vezje) nadomestnega vezja. Tako lahko 
impedanci Z1 in Z'2 seštejemo, dobljeno impedanco Z pa imenujemo tudi kratkostična 
impedanca (Slika 2.4). 
 
Slika 2.4: Nadomestno levo in desno Γ-vezje transformatorja
2.3. Model bremena 
Pri izračunu obratovalnega stanja EES moramo poznati tudi obnašanje porabnikov. 
Zaradi raznolikosti bremen je njihovo modeliranje težavno, saj se poraba spreminja 
krajevno in s časom ter je odvisna tudi od frekvence in nihanja napetosti v sistemu. 
Zato vse porabnike v danem času, priključene na izbrano zbiralko, predstavimo z 
nadomestnimi modeli bremen. Osnovni modeli bremen so modeli: 
 s konstantno impedanco Z, 
 s konstantnim tokom I in 
 s konstantno navidezno močjo S. 
Za bolj natančen opis obnašanja bremen pa se uporabljajo bolj zapleteni modeli. V 
našem izračunu smo uporabili model s konstantno impedanco (Slika 2.5). Breme na 
neki zbiralki v izbranem trenutku in danih obratovalnih razmerah opisuje odtekajoča 
navidezna moč S. Če uporabimo še nazivno napetost zbiralke, lahko izračunamo 
admitanco bremena: 














Slika 2.5: Enopolna shema modela bremena s konstantno impedanco
2.4. Model sinhronskega generatorja 
Zopet za modeliranje sinhronskega generatorja obstaja več modelov. Katerega bomo 
uporabili je odvisno od vrste namena. Za naše izračune bi bil najbolj primeren model, 
ki ga opišemo z zaporedno vezanim napetostnim virom in sinhronsko reaktanco Xd 
(Slika 2.6). V datotekah, ki vsebujejo podatke za naše izračune, ni podatkov o 
generatorjih, razen injicirane moči in obratovalne napetosti, zato jih pri izračunu 
nismo upoštevali. 
 
Slika 2.6: Enopolna shema modela sinhronskega generatorja 







3. Električna razdalja 
Električno razdaljo med dvema zbiralkama določimo s pomočjo Théveninove 
nadomestne impedance med dvema zbiralkama. Théveninov teorem pravi, da lahko 
vsako aktivno dvopolno linearno harmonično vezje nadomestimo z zaporedno 
vezavo idealnega napetostnega vira in impedance. Théveninova nadomestna 
impedanca se izračuna tako, da kratko sklenemo vse napetostne vire ter zamenjamo 
tokovne vire z odprtimi sponkami in nato iz preostalega vezja izračunamo 
nadomestno impedanco. 
3.1. Sistem enotinih vrednosti 
Kadar imamo sistem z več napetostnimi nivoji, si izračunavanje olajšamo tako, da 
uporabimo sistem enotinih vrednosti (ang. per-unit system), kjer vse veličine v 
sistemu predstavimo relativno glede na izbrano bazno vrednost. Najprej izberemo 



























































Ko končamo z izračuni, dobimo prave vrednosti tako, da dobljene vrednosti v p.u. 
pomnožimo z bazno vrednostjo. 
3.2. Admitančna matrika 
S pomočjo 1. Kirchoffovega zakona, ki pravi, da je vsota vseh tokov v posameznem 







𝑦11 𝑦12 ⋯ 𝑦1n
𝑦21 𝑦22 ⋯ 𝑦2n
⋮ ⋮ ⋱ ⋮






Ta matrika je dimenzij n x n, kjer je n število vseh vozlišč v omrežju. Torej vsaka 
vrstica in stolpec predstavlja posamezno vozlišče omrežja. Vse admitance vezane v i-
to vozlišče sestavljajo diagonalen člen yii, izvendiagonalni členi yij pa vsebujejo 
negativne admitance vezane med i-to in j-to vozlišče: 
 
𝑦ij = {
∑𝑌ij, 𝑖 = 𝑗
−Yij, 𝑖 ≠ 𝑗
 . (3.10) 
 
3.3. Postopek izračuna 
Sedaj si poglejmo kako izračunamo električne razdalje. Najprej iz podatkov o 
elementih izračunamo vzdolžne impedance vodov, transformatorjev in bremen. Da se 
znebimo napetostnih nivojev, preračunamo vse impedance v enotine vrednosti, kakor 












Admitančno vozliščno matriko Y sestavimo po enačbi (3.10). Da s pomočjo Y 
določimo Théveninove impedance, moramo najprej iz matrike Y odstraniti stolpec in 
vrstico z referenčno zbiralko ter jo nato invertirati. Diagonalni členi invertirane 
matrike nam dajo Théveninove impedance, ki pa jih moramo še pomnožiti z bazno 
vrednostjo impedance, da dobimo prave rezultate. 
V primeru, da v izračunu upoštevamo prečne admitance vodov in transformatorjev, 
moramo dodati v matriko Y dodatno vrstico in stolpec, ki predstavlja nevtralno točko 
oziroma skupno zbiralko za vse prečne admitance. Ustrezno je treba spremeniti tudi 
ostale diagonalne člene. 
3.4. Izračun diagonalnih členov inverzne matrike 
Kadar imamo velika omrežja, kot je na primer ENTSO-E, je računanje inverzne 
admitančne vozliščne matrike časovno potratno. Toda, ali je potrebno izračunati 
celoten inverz, če pa potrebujemo le diagonalne člene inverzne matrike? [6] predlaga 
in uporabi DD algoritem (ang. Domain Decomposition), kjer razdelimo problem na 
videz več neodvisnih problemov, ki jih izračunamo neposredno, rezultate pa ustrezno 
korigiramo zaradi medsebojne odvisnosti. Kako algoritem deluje bomo povzeli po [6 
in 7]. 
Predpostavimo, da imamo po permutacijah vrstic in stolpcev, nesingularno 








𝐁1     𝐅1
 𝐁2   𝐅2
  ⋱  ⋮














kjer so 𝐁j ∈ ℂ
𝑛j×𝑛j, 𝐅j ∈ ℂ
𝑛j×𝑛G, 𝐆j ∈ ℂ
𝑛G×𝑛G in 𝑛G + 𝑛B = 𝑛, 𝑛B = ∑ 𝑛j
p
j=1 . Inverz 
te matrike je tako: 










kjer je  
 𝐒 = 𝐆 − 𝐅𝑇𝐁−1𝐅. (3.14) 
 







kjer je  
 𝐇 = 𝐁−1𝐅. (3.16) 
 












































4. Impedančni zemljevid Evrope 
V okviru diplomske naloge [6] je bila izdelana spletna aplikacija z imenom 
''Impedančni zemljevid Evrope'' katere naloga je izračun impedance med referenčno 
zbiralko in ostalimi zbiralkami v sistemu ter prikaz rezultatov na zemljevidu s 
pomočjo barv. Podrobnejši opis delovanja aplikacije je mogoče najti v [6] in [8]. 
Nekaj nadgradenj in sprememb je že bilo izvedenih s strani avtorja [8], nekaj pa smo 
jih naredili tudi mi, zato v nadaljevanju sledi opis le teh. 
4.1. Sprememba barve potrditvenega polja 
Zaradi večje preglednosti izbranih potrditvenih polj smo barvo potrditvenega polja 
spremenili z bele na zeleno kot prikazuje Slika 4.1. Tako ob hitrem pregledu lažje 
opaziš izbrane možnosti. To pa smo naredili tako, da smo v datoteki style.css v 83. in 
84. vrstici kode spremenili kodo barve z #ffffff (bela) na #00ff00 (zelena): 
.tab ul.single li.selected:hover span.checkbox {background: 
#00ff00;} 
.tab ul li.selected span.checkbox {background: #00ff00;} 
 




       
Slika 4.1: Stara (levo) in nova (desno) barva potrditvenega polja 
4.2. Sprememba barve 220 kV voda 
Ob preklopu zemljevida v hibridni način se zaradi barve ozadja niso tako dobro 
videli 220 kV daljnovodi (Slika 4.2), zato smo njihovo barvo spremenili na svetlejšo 
(Slika 4.3). 
 
Slika 4.2: Stara barva 220 kV daljnovodov 
Da smo spremenili barvo prikaza 220 kV daljnovodov, smo v datoteki config.php v 
14. vrstici spremenili kodo barve z #298d00 na #54f711: 
/* MAP SETINGS */ 




$config['map']['voltage_colors'] = array(0 => '#185a9c', 1 => 
'#de0000', 2 => '#54f711', 3 => '#29376d'); 
 
Slika 4.3: Nova barva 220 kV daljnovodov
4.3. Prikaz vodov za izbran napetostni nivo 
Želeli smo si, da bi bilo mogoče nastaviti prikaz vodov le določenega napetostnega 
nivoja, saj zaradi velikega števila povezav in vozlišč pri prikazu vseh vodov postane 
vse skupaj nepregledno (Slika 4.4). 
 
Slika 4.4: Prikaz vseh vodov (vsi napetostni nivoji) 




Tega smo se lotili tako, da smo najprej na grafični vmesnik v meni pod ''Nastavitve'' 
dodali napis ''Prikaži samo izbran napetostni nivo'' ter vse možne nivoje, ki jih lahko 
izberemo. Napis smo dodali v datoteki home.php, in sicer pod napisa ''Prikaz 
impedanc'' in '' Prikaz vodov'': 
<div id="tab_settings" class="tab" style="display: none;"> 




 <div class="bottom" style="display: none;"> 
  <h4>Prikaz impedanc</h4> 
  <div id="complex_type"></div> 
  <h4>Prikaz vodov</h4> 
  <div id="view_lines"></div> 
  <h4>Prikaži samo izbran napetostni nivo</h4> 




Da smo dodali možne napetostne nivoje s potrditvenimi polji, smo v datoteko 
script.js k funkciji settings_init() dodali:  
//Show chosen voltage level 
  
var ul = jQuery('<ul>'); 
jQuery.each(GLOBAL_VARS.voltages, function(i, voltage){ 
 var li = jQuery('<li>'); 
 if(GLOBAL_VARS.calculation.voltages1[i]){ 







  if(!jQuery(this).hasClass('disabled')){ 
      jQuery(this).toggleClass('selected'); 
   
GLOBAL_VARS.calculation.voltages1[jQuery(this).data('voltage_level')
] = jQuery(this).hasClass('selected') ? 1 : 0; 
   } 
   map_lines(); 




ul.appendTo('#tab_settings #view_ch_level');  
 
Dodatno smo v datoteki config.php nastavili vse vrednosti izbirnih polj na 0, torej  ni 
izbran noben napetostni nivo ob prvem zagonu aplikacije in posledično ni prikazan 
noben vod: 




/* VIEW SETTINGS - VOLTAGE LEVEL */ 
$config['calculation']['voltages1'][0] = 0; 
$config['calculation']['voltages1'][1] = 0; 
$config['calculation']['voltages1'][2] = 0; 
$config['calculation']['voltages1'][3] = 0; 
$config['calculation']['voltages1'][4] = 0; 
$config['calculation']['voltages1'][5] = 0; 
$config['calculation']['voltages1'][6] = 0; 
$config['calculation']['voltages1'][7] = 0; 
$config['calculation']['voltages1'][8] = 0; 
$config['calculation']['voltages1'][9] = 0; 
 
Če izberemo napetostni nivo ali pa prikaz vseh vodov, bo funkcija settings_init() 
poklicala funkcijo map_lines(), ki glede na izbiro kliče funkcijo lines() ali pa 
chosen_lines() v datoteki request.php na strežniški strani: 
ch_show = GLOBAL_VARS.view.lines.show_lines || a; 
data_lines = a ? 'chosen_lines' : 'lines'; 
 
if(ch_show){ 
var line_dashed = {path: 'M 0,-1 0,1', strokeOpacity: 1, 
scale: 3}; 
   
 jQuery.ajax({ 
  type: "GET", 
  url: '', 
  dataType: 'json', 
  data: { 
   r: data_lines, 
   bounds: MAP.getBounds().toUrlValue(7), 
   uct_id: GLOBAL_VARS.selected.uct.id 
  }, 
           success: function(data){ … 
V nadaljevanju bomo opisali kaj se zgodi za primer, ko izberemo napetostni nivo, saj 
pri izbiri prikaza vseh vodov nismo spreminjali ničesar in so klici ter delovanje 
funkcij enaki kot v izvirni aplikaciji. Torej se ob izbiri napetostnega nivoja prične na 
strežniški strani izvajati funkcija chosen_lines(): 
//get chosen lines limited by bounds 
 
private function chosen_lines(){ 
  header('Content-Type: application/json'); 
   if(array_key_exists('bounds', $_GET) && 
array_key_exists('uct_id', $_GET)){ 
 $uct = new uct($_GET['uct_id']); 
 $chosen_lines = $uct-
>get_chosen_lines_by_bounds($_GET['bounds']); 
 if(count($chosen_lines)>=0){ 
  echo json_encode($chosen_lines); 
  return true; 
 } else { 
  echo json_encode(false); 
  return false; 





  } else { 
 echo json_encode(false); 
 return false; 
  } 
} 
Iz zgornje kode lahko vidimo, da se ustvari objekt $uct, ki v datoteki uct.php pokliče 
funkcijo get_chosen_lines_by_bounds(), ki je podobna funkciji 
get_lines_by_bounds(). Funkciji se razlikujeta po tem, da druga iz baze podatkov 
naloži podatke za vse vode, prva pa le za izbrane napetostne nivoje: 
$stmt = $this->mysqli->prepare( 
"SELECT uct_line.id, uct_node_1.location_id AS location_1_id, 
uct_node_2.location_id AS location_2_id, uct_node_1.voltage_level, 
uct_line.status 
FROM uct_line 
JOIN uct_node AS uct_node_1 ON uct_line.node_1_id = uct_node_1.id 
JOIN uct_node AS uct_node_2 ON uct_line.node_2_id = uct_node_2.id 
WHERE uct_node_1.location_id != uct_node_2.location_id 
AND (uct_node_1.voltage_level = ?  
OR uct_node_1.voltage_level = ? 
OR uct_node_1.voltage_level = ? 
OR uct_node_1.voltage_level = ? 
OR uct_node_1.voltage_level = ? 
OR uct_node_1.voltage_level = ? 
OR uct_node_1.voltage_level = ? 
OR uct_node_1.voltage_level = ? 
OR uct_node_1.voltage_level = ? 
OR uct_node_1.voltage_level = ?) 
AND uct_node_1.location_id IS NOT NULL AND uct_node_2.location_id IS 
NOT NULL  
AND uct_node_1.uct_id = ? 
AND (FIND_IN_SET(uct_node_1.location_id, ?) OR 
FIND_IN_SET(uct_node_2.location_id, ?))"); 
$stmt->bind_param("iiiiiiiiiiiss", $level0, $level1, $level2, 
$level3, $level4, $level5, $level6, $level7, $level8, $level9, 
$this->uct_id, $set, $set); 
    
$stmt->execute(); 
$result = $stmt->get_result(); 





Ker na tem mestu potrebujemo podatek, kateri napetostni nivoji so bili izbrani, smo 
za prenos informacije uporabili piškotke. Tako smo v datoteki script.js ustvarili 
piškotke z informacijo o izbranem nivoju: 
// 750 kV 
 if(GLOBAL_VARS.calculation.voltages1[0] == 1){ 
 document.cookie="uid0=0"; 
 a = 1; 
}else{document.cookie="uid0=-1";} 
// 380 kV 




if(GLOBAL_VARS.calculation.voltages1[1] == 1){ 
 document.cookie="uid1=1"; 
 a = 1; 
}else{document.cookie="uid1=-1";} 
… 
V datoteki uct.php smo nato vrednosti iz piškotkov shranili v lokalne spremenljivke, 
ki smo jih uporabili za to da smo iz baze podatkov naložili ustrezne podatke: 
$level0 = $_COOKIE['uid0']; 
$level1 = $_COOKIE['uid1']; 
$level2 = $_COOKIE['uid2']; 
$level3 = $_COOKIE['uid3']; 
$level4 = $_COOKIE['uid4']; 
$level5 = $_COOKIE['uid5']; 
$level6 = $_COOKIE['uid6']; 
$level7 = $_COOKIE['uid7']; 
$level8 = $_COOKIE['uid8']; 
$level9 = $_COOKIE['uid9']; 
Na koncu smo dosegli želeni rezultat, saj lahko poljubno izberemo vode z napetostjo, 
ki nas zanima. Slika 4.5 prikazuje izbiro vodov na napetosti 380 kV. Vidimo, da bi 
bilo potrebno pri nadaljnjem razvoju aplikacije poskrbeti še za prikaz vozlišč, saj jih 
je veliko in sliko delajo manj pregledno. Zopet bi morali prikazati le vozlišča za 
izbran napetostni nivo. 
 
Slika 4.5: Prikaz vodov na napetosti 380 kV 








Za izračune električnih razdalj smo uporabili programski paket Borland Delphi 7 
Enterprise, zato v nadaljevanju sledi opis zgodovine razvoja Delphi-ja, glavnih 
lastnosti ter integriranega razvojnega okolja. Poglavje je povzeto po [9, 10, 11].  
5.1. Zgodovina 
Delphi temelji na programskem jeziku Pascal, ki je ime dobil po Blaiseu Pascalu 
(1623-1662). Blaise je v svetu računalništva poznan po računalu (seštevalnik) 
Pascaline, ki ga je zasnoval med letoma 1640 in 1645, vendar njegova uporaba in 
prodaja ni zaživela. Programski jezik Pascal je leta 1970 zasnoval profesor Niklaus 
Wirth, ki je predaval na univerzi ETH, Zürich. Pri podjetju Borland so leta 1983 
izdali svoj prevajalnik in razvojno okolje Turbo Pascal, s katerima so močno 
prispevali k priljubljenosti tega programskega jezika. Prevajalnik je bil za tiste čase 
zelo poceni, zaradi hitrega delovanja pa se je njegova uporaba hitro razširila. Turbo 
Pascal se že nekaj časa ne razvija več, je pa na njegovi osnovi leta 1995 nastal 
Delphi. Prvotno je bil namenjen pisanju programov za vodenje podatkovnih baz, 
evidenc ter podobnih opravil. Do leta 2001 je bilo razvojno okolje na voljo le za 
Windows sisteme, nato pa se je pojavil Kylix, ki je podpiral tudi Linux sisteme. Leta 
2003 je v okviru različice Delphi 8 prišla podpora za Microsoft.NET ogrodje, kar je 
še povečalo uporabnost tega razvojnega okolja ter pripomoglo k hitrejšemu razvoju. 
Leta 2006 je Borland skupino razvojnih orodij prenesel na neodvisno hčerinsko 
družbo CodeGear. To družbo je Borland leta 2008 prodal podjetju Embarcadero 
Technologies, ki je začel z razvojem lastnega orodja za delo z bazami podatkov pod 
imenom DatabaseGear. Leta 2015 je Embarcadero kupila Idera, ki pa je za razvojna 
orodja obdržala ime. Vse dosedanje verzije Delphi-ja prikazuje Tabela 3.




Vsaka verzija programskega paketa Delphi je na voljo v več različicah. Tako lahko 
najdemo različice kot so Personal, Starter, Professional, Ultimate, Enterprise in 
Architect. 
Verzija Izid 
Borland Delphi 1 1995 
Borland Delphi 2 1996 
Borland Delphi 3 1997 
Inprise Delphi 4 1998 
Borland Delphi 5 1999 
Kylix 2001 
Borland Delphi 6 2001 
Borland Delphi 7 avgust 2002 
Borland Delphi 8 december 2003 
Borland Delphi 2005 (Delphi 9) 2005 
Borland Delphi 2006 (Delphi 10) 2005 
Turbo Delphi 6. september 2006 
Codegear Delphi 2007 (Delphi 11) 16. marec 2007 
Delphi for PHP Version 1.0 marec 2007 
Delphi for PHP Version 2.0 april 2008 
CodeGear Delphi 2009 (Delphi 12) 2009 
Embarcadero Delphi 2010 (Delphi 14) 25. avgust 2009 
Embarcadero Delphi XE (Delphi 2011) 30 avgust 2010 
Delphi Starter Edition 27. januar 2011 
Embarcadero Delphi XE2 1. september 2011 
Embarcadero Delphi XE3 4. september 2012 
Embarcadero Delphi XE4 22. april 2013 
Embarcadero Delphi XE5 12. september 2013 
Embarcadero Delphi XE6 15. april 2014 
Embarcadero Delphi XE7 2. september 2014 
Embarcadero Delphi XE8 7. april 2015 
Embarcadero Delphi 10 Seattle 31. avgust 2015 
Embarcadero Delphi 10.1 Berlin 20. april 2016 
Embarcadero Delphi 10.2 Tokyo 22. marec 2017 






5.2. Lastnosti  
 Integrirano razvojno okolje (ang. Integrated Development Environment – IDE): 
združuje vsa orodja v enem programu, kar pomeni, da aplikacijo ter njene 
sestavne dele (npr. forme, meniji, pogovorna okna, podatkovna baza …) lahko 
naredimo in spreminjamo brez da bi zapustili Delphi. 
 Veliko nalog lahko opravimo z miško ter nekaj kliki (načrtovanje v stilu ''primi in 
spusti''). 
 Z izbiro in spreminjanjem lastnosti gradnikov ter form se posledice teh 
sprememb samodejno popravijo v izvorni kodi, velja pa tudi obratno. 
 Koda, ki jo generira Delphi-jev prevajalnik, je samostojno izvedljiva in v obliki 
razumljiva procesorju, kar pomeni, da je program hiter. Poleg tega zna tudi 
optimizirati kodo ter kot izhod vrniti samostojen .exe program.  
 Delphi omogoča povezavo s podatkovnimi bazami in ima vgrajenih kar nekaj 
orodij za delo z njimi.  
5.3. IDE 
Ko zaženemo program se nam najprej prikaže IDE (Slika 5.1), ki je sestavljen iz 
glavnega okna, obrazca, urejevalnika izvorne kode, okna z lastnostmi ter okna s 
pregledom vseh uporabljenih objektov. 





Slika 5.1: Integrirano razvojno okolje 
Glavni gradnik vsakega programa napisanega v Delphi-ju je obrazec (form) na 
katerega z miško enostavno nanašamo komponente oziroma ostale gradnike ter jim 
določamo lastnosti. V aplikaciji obrazec predstavlja okno, tipična aplikacija pa 
vsebuje več obrazcev. Ko gradnik dodamo na obrazec, že deluje, saj ima vnaprej 
pripravljeno funkcionalnost, le povezati ga moramo z ostalimi deli. Možni gradniki 
se nahajajo na paletah v glavnem oknu (Slika 5.2) in so razporejeni po sorodnosti, 
lahko pa ustvarimo tudi svoje.  
  





Lastnosti in odzivne rutine gradnikov lahko nastavljamo v oknu z lastnostmi (Slika 
5.3). V prvem zavihku (Properties) nastavimo lastnosti gradnika, v drugem (Events) 
pa odzivne rutine. Lastnost, ki jo želimo spremeniti označimo in vnesemo novo 
vrednost. Posledice sprememb se takoj samodejno popravijo v izvorni kodi. Če na 
gradnik kliknemo dvakrat, se nam v urejevalniku prikaže izvorna koda gradnika. 
Pisanje in popravljanje izvorne kode nam omogoča urejevalnik izvorne kode (Slika 
5.4).  
 
Slika 5.3: Okno z lastnostmi 
 
Slika 5.4: Urejevalnik izvorne kode







6. Izračun s programom Delphi 
V tem poglavju bo opisana uporaba DD algoritma za primer elektroenergetskega 
omrežja celinske Evrope s programom Delphi. Ker je postopek izračuna enak kakor 
v [6], le da se tam uporablja za izračun program Matlab v kombinaciji s spletno 
aplikacijo, bomo najprej povzeli postopek implementacije po [6], v nadaljevanju pa 
bomo opisali probleme in podali rešitve, ki jih prinese uporaba programa Delphi. Na 
koncu poglavja sledi še opis grafičnega vmesnika programa. 
Vzrok, zakaj smo se lotili implementacije izračuna električnih razdalj s programom 
Delphi, je želja, da končnemu uporabniku (pro)damo aplikacijo, ki vsebuje le eno 
izvršilno .exe datoteko, kjer za izračun ne bi potrebovali dodatnega programa kot je 
plačljivi Matlab ali brezplačna alternativa Octave. Prav tako smo želeli aplikacijo, ki 
za delovanje ne potrebuje podatkovne baze, saj obstoječa aplikacija podatke najprej 
naloži v bazo in jih nato po potrebi izvaža ven. 
6.1. DD algoritem 
Iz podatkov o vodih, transformatorjih in bremenih, ki so preračunani na napetostni 
nivo zbiralke, smo sestavili admitančno matriko, ki zajema n = 8999 vozlišč, 
odstranili referenčno vozlišče in dodali ozemljitev. Vseh členov matrike je torej n2 = 
80982001, neničelnih pa nnn = 50198. Matriko, ki ima večino členov enakih 0, 
imenujemo redka matrika (ang. Sparse Matrix). Ker imamo v izhodiščnih podatkih 
zbiralke urejene po elektroenergetskih omrežjih posameznih držav, se v diagonali 
admitančne matrike pojavijo neničelni členi, ki predstavljajo ta elektroenergetska 
omrežja. Če uredimo elektroenergetska omrežja po številu zbiralk od omrežja z 
največjim do omrežja z najmanjšim številom, dobimo v diagonali levo zgoraj 




največje, desno spodaj pa najmanjše omrežje. Neničelni elementi izven diagonale 
predstavljajo interkonekcije, neničelni elementi v zadnji vrstici in stolpcu pa 
ozemljitev oziroma zbiralko, kamor se povezujejo prečne admitance vodov in 
transformatorjev (Slika 6.1). 
 
Slika 6.1: Grafični prikaz vozliščne admitančne matrike elektroenergetskega omrežja celinske Evrope [6] 
Da lahko uporabimo DD algoritem, moramo najprej permutirati vrstice in stolpce 
tako, da izvendiagonalne člene prestavimo v zadnje vrstice in stolpce (Slika 6.2). Če 
zamenjamo med seboj dva poljubna stolpca ter enaki vrstici, se lastnosti 
elektroenergetskega omrežja ohranijo. Da po končanih izračunih dobimo pravilne 
rezultate, si moramo izvedene spremembe zapomniti, da na koncu izvedemo obraten 
proces.  





Slika 6.2: Grafični prikaz vozliščne admitančne matrike s permutiranimi stolpci in vrsticami [6] 
j nj j nj j nj 
1 1678 8 458 15 151 
2 1051 9 248 16 134 
3 694 10 311 17 121 
4 561 11 471 18 85 
5 581 12 322 19 82 
6 551 13 309 20 77 
7 469 14 274 21 81 
Tabela 4: Dimenzije podmatrik Bj 
Torej dobimo 𝑝 = 21 kvadratnih podmatrik Bj (Tabela 4), katerih vsota dimenzij 
𝑛b = ∑ 𝑛j = 8709
21
j=1  ter podmatriko G, ki je dimenzij 𝑛g = 289. Vsota 𝑛b + 𝑛g je 
enaka številu vozlišč. Ko določimo vse dimenzije lahko pričnemo sestavljati matrike 
Bj, Hj in G, ki jih potrebujmo za izračun diagonalnih členov inverzne matrike. 




6.2. Problemi in možne rešitve 
Za izračun električne razdalje smo uporabili programski paket Borland Delphi 7 
Enterprise. Kot dodatek smo uporabili matematično knjižnico MathPack, SDL Suite 
for Delphi 7, verzija 7.2. 
Prvi od problemov, ki se je pojavil je ta, da ne moremo zapisati admitančne matrike v 
celoti kot eno matriko, saj nam program ne omogoča zapisa tako velike matrike. 
Sprva smo problem rešili tako, da smo celotno admitančno matriko razbili na štiri 
kvadratne matrike enakih dimenzij: 





Želeli smo izračunati inverz, zato smo uporabili princip [12]: 
 
𝐘−1 = [
𝐄−1 + (𝐄−1𝐅)(𝐇 − 𝐆𝐄−1𝐅)(𝐆𝐄−1) −(𝐄−1𝐅)(𝐇 − 𝐆𝐄−1𝐅)−1
−(𝐇 − 𝐆𝐄−1𝐅)(𝐆𝐄−1) (𝐇 − 𝐆𝐄−1𝐅)−1
]. (6.2) 
 
Toda že pri prvem matričnem množenju se je pojavil problem, saj so bile matrike še 
vedno velike in je bilo množenje matrik počasno, poleg tega pa se je pojavil tudi 
problem s spominom. Velja še omeniti, da ni možna uporaba kompleksnih števil, 
zato zgornji izrazi v matriki (6.2) postanejo mnogo daljši. Za manjše matrike z nekaj 
sto vrsticami in stolpci ta metoda deluje, vendar se pojavi vprašanje, če je uporaba 
pri manjših matrikah smiselna, saj dobro deluje tudi že vgrajena funkcija 
Matrix.Invert. Ker nismo našli načina, ki bi omogočal izračun inverza celotne 
matrike, smo se odločili uporabiti enak princip izračuna električnih razdalj kakor [6]. 
Prvotni problem zapisa admitančne matrike smo rešili tako, da smo v matriko 
shranili le neničelne vrednosti ter vrstico in stolpec v kateri se ta vrednost nahaja. Na 
primer: 





smo zapisali kot: 












1 1 𝑅𝑒{𝑦11} 𝐼𝑚{𝑦11}
2 2 𝑅𝑒{𝑦22} 𝐼𝑚{𝑦22}
2 3 𝑅𝑒{𝑦23} 𝐼𝑚{𝑦23}
3 1 𝑅𝑒{𝑦31} 𝐼𝑚{𝑦31}








Ko smo potrebovali matriko zapisano v polni obliki za potrebe izračuna inverza, smo 
uporabili princip, ki ga prikazuje spodnji odsek kode: 
//rS – row_start 
//rE – row_end 
//cS – column_start 
//cE – column_end 
//corr - correction 
for i := 1 to Y.NrOfRows do 
begin 
  if 
(Y.Elem[1,i]>=rS)and(Y.Elem[1,i]<=rE)and(Y.Elem[2,i]>=cS)and(Y.Elem[
2,i]<=cE) 
  then 
  begin 
    SR.Elem[round(Y.Elem[2,i])-corr,round(Y.Elem[1,i])-corr]:= 
    SR.Elem[round(Y.Elem[2,i])-corr,round(Y.Elem[1,i])-
corr]+Y.Elem[3,i]; 
    SI.Elem[round(Y.Elem[2,i])-corr,round(Y.Elem[1,i])-corr]:= 
    SI.Elem[round(Y.Elem[2,i])-corr,round(Y.Elem[1,i])-
corr]+Y.Elem[4,i]; 
  end; 
end; 
 
Na podoben način lahko iščemo določene stolpce in vrstice s pripadajočimi 
vrednostmi ali pa lokacijo (stolpec in vrstica) določene vrednosti. 
Dodatna funkcija, ki smo jo sprogramirali, je funkcija z imenom unique, katere koda 
je podana v Dodatku A. Funkcija deluje tako, da vrne iste vrednosti kot so v danem 
vektorju, le brez ponovitev in urejene po velikosti od najmanjšega do največjega : 
𝐀 = [5 2 7 3 7 5] 
unique(𝐀) = [2 3 5 7]. 
Funkcija vrne tudi število elementov, ki so se ponovili. 
Uporabljena matematična knjižnica ne omogoča uporabe kompleksnih števil, zato 
smo realen del kompleksne vrednosti zapisali v eno, imaginaren del pa v drugo 
matriko:





 𝐀 = 𝐀𝐑 + j𝐀𝐈, (6.3) 
 
kjer je A matrika s kompleksnimi vrednostmi, AR matrika z realnimi deli, AI pa 
matrika z imaginarnimi deli kompleksnih vrednosti. 
Na primer kompleksno matriko : 
𝐀 = [
2 + j3 −3 − j5 8 + j1
6 − j1 7 + j2 −4 − j7













Velja opozoriti, da moramo paziti pri uporabi zapisa kompleksne matrike z dvema 
matrikama in matričnem množenju. Če imamo dve kompleksni matriki: 
 𝐀 = 𝐀𝐑 + j𝐀𝐈, (6.4) 
 
 𝐁 = 𝐁𝐑 + j𝐁𝐈 (6.5) 
 
in iščemo matriko C, ki je enaka matričnemu produktu A*B potem: 
 𝐂𝐑 ≠ 𝐀𝐑 ∗ 𝑩𝑹, (6.6) 
 
 𝐂𝐈 ≠ 𝐀𝐈 ∗ 𝐁𝐈 (6.7) 
 
temveč: 
 𝐂𝐑 = 𝐀𝐑 ∗ 𝐁𝐑 − 𝐀𝐈 ∗ 𝐁𝐈, (6.8) 
 
 𝐂𝐈 = 𝐀𝐑 ∗ 𝐁𝐈 + 𝐀𝐈 ∗ 𝐁𝐑. (6.9) 
 
Za primer vzemimo dve kompleksni matriki in izračunajmo matrični produkt 
direktno ter po enačbi (6.8) in (6.9): 




𝐂 = 𝐀 ∗ 𝐁 = [
2 + j3 −3 + j5 8 + j1
6 − j1 7 + j2 −4 − j7
−3 + j4 9 − j5 5 + j3
] ∗ [
−4 + j1 9 + j4 1 + j2
−2 − j7 6 + j3 2 − j5
1 + j4 8 + j5 −3 + j9
] = 
= [
−36 + j54 62 + j44 −68 + j81
1 − j66 97 − j28 107 − j35
−52 − j49 51 + j70 −60 − j21
] 














































Vidimo, da sta enačbi (6.8) in (6.9) pravilni, saj se rezultat ujema z rezultatom 
izračunanim direktno. 
Smiselno se je vprašati, kako izračunati inverz matrike, če je le ta zapisana z dvema 
matrikama. Prvi način, ki smo ga preizkusili, je uporaba enačbe [13]: 
 𝐀−1 = (𝐀𝐑 + j𝐀𝐈)−1 =
= (𝐀𝐑 + 𝐀𝐈 ∗ 𝐀𝐑−1 ∗ 𝐀𝐈)−1 − j(𝐀𝐈 + 𝐀𝐑 ∗ 𝐀𝐈−1 ∗ 𝐀𝐑)−1, 
(6.10) 
 
kjer morata AR in AI biti nesingularni, oziroma njuna determinanta mora biti 
različna od 0. V naših primerih izračuna inverza po enačbi (6.10) velikokrat pride do 
situacije, kjer je determinanta matrike, katere inverz računamo, enaka 0 in inverza 
posledično ni možno izračunati. Ko smo iskali vzrok za singularnost matrike, smo 
ugotovili, da imamo v primerih, ko je matrika singularna, v nekaterih stolpcih in 
vrsticah same ničle. To je posledica vhodnih podatkov, kjer so podane tudi zbiralke, 
ki niso povezane v elektroenergetski sistem. Da smo lahko v takih primerih 
izračunali inverz matrike, smo v diagonalo dodali vrednost 1, saj s tem nismo 
















Če izračunamo realni del inverza: 





in še imaginarni: 





ter primerjamo z direktnim izračunom: 
𝐀−1 = [
0,1713 + j0,1152 0,1279 − j0,0008 −0,1263 + j0,0356
0,0110 − j0,0138 0,0475 − j0,0154 0,0615 + j0,0371
0,1248 − j0,1069 −0,0077 − j0,0229 0,0553 + j0,0839
] 
vidimo, da dobimo enak rezultat. Zdaj pa realne elemente v drugi vrstici in drugem 










Če preverimo determinanto matrike AR vidimo, da je enaka 0 in inverza ni moč 











det(𝐀𝐑) = 34. 




Vidimo, da je determinanta večja od nič, zato lahko izračunamo inverz po enačbi 
(6.10): 










Sedaj izračunajmo inverz direktno in primerjajmo rezultata: 
𝐀−1 = [
0,1713 + j0,0426 −0,0569 − j0,0662 −0,2070 − j0,0577
0,1354 + j0,1103 0,1347 − j0,0555 −0,0926 + j0,0406
0,0300 + j0,0061 0,0387 + j0,1172 0,0089 + j0,0331
]. 
Rezultata se ujemata. 
Drugi način, ki smo ga preizkusili, je sestava pomožne matrike po [14]: 





Izvedemo inverz matrike A1: 






kjer BR predstavlja realni, BI pa imaginarni del inverzne kompleksne matrike 
A=AR+jAI. 








2 −3 8 3 −5 1
6 7 −4 −1 2 −7
−3 9 5 4 −5 3
−3 5 −1 2 −3 8
1 −2 7 6 7 −4






















0,1713 + j0,1152 0,1279 − j0,0008 −0,1263 + j0,0356
0,0110 − j0,0138 0,0475 − j0,0154 0,0615 + j0,0371
0,1248 − j0,1069 −0,0077 − j0,0229 0,0553 + j0,0839
] 
Če primerjamo rezultate, vidimo, da se ujemajo. Zaradi manj vrstic kode ter večje 
enostavnosti smo se odločili, da za inverz kompleksne matrike uporabimo drugi 
način izračuna. 
Uporabljena matematična knjižnica prav tako ne omogoča množenja istoležnih 
elementov dveh matrik. V ta namen smo spisali kodo: 
for i := 1 to P1.NrOfRows do 
begin 
  for j := 1 to P1.NrOfColumns do 
  begin 
    P1.Elem[j,i] := P1.Elem[j,i]*HR.Elem[j,i]; 
    P2.Elem[j,i] := P2.Elem[j,i]*HI.Elem[j,i]; 
    P3.Elem[j,i] := P3.Elem[j,i]*HI.Elem[j,i]; 
    P4.Elem[j,i] := P4.Elem[j,i]*HR.Elem[j,i]; 
  end; 
end; 
Pri uporabi algoritma DD, smo večkrat naleteli na problem s spominom, saj imamo 
veliko matrik z veliko elementi. Prvič smo ga rešili tako, da smo matriki FR in FI 
začasno med izračuni izvozili v .txt datoteko. Spodaj je del kode, ki poskrbi za izvoz 







Po izvozu se matriki FR in FI ne spremenita, kar pomeni, da še vedno zasedata 
spomin, zato moramo po ukazu za izvoz uporabiti še ukaza Resize() in Fill(). Z 
ukazom Resize() spremenimo velikost matrike na 1x1, z ukazom Fill() pa vrednost 
preostalega elementa spremenimo na 0, da nimamo težav potem, ko naložimo 
podatke iz .txt datoteke v matriko. Ko smo potrebovali za nadaljnje izračune matriki 
FR in FI, smo ju naložili nazaj: 
FR.LoadFromFile('FR.txt',true); 
FI.LoadFromFile('FI.txt',true); 
Vidimo lahko, da v primeru nalaganja ni potrebno spreminjati velikosti matrike, saj 
to stori že sama funkcija LoadFromFile(). Slabost izvažanja podatkov je izguba 




natančnosti, saj se v .txt datoteko shranijo številke na 6 decimalk natančno. Torej 
moramo paziti, da izvoz ne prinese prevelike napake v sam izračun. 
V drugem primeru problema s spominom, smo problem rešili tako, da smo uporabili 
podoben princip zapisa kot v  primeru zapisa matrike Y. Ker smo si morali zapomniti 
vrednosti 21-ih matrik HR in HI, smo dodatno uporabili vektor sk, v katerega smo 
shranjevali velikosti posamezne matrike HR in HI:  
  //Zapis vrednosti in pozicij v matriko H 
    size_H.Resize(iter+1); 
    size_H.Elem[1] := 0; 
    size_H.Elem[iter+1] := HR.NrOfRows; 
 
    for i := 1 to HR.NrOfColumns do 
    begin 
      for j := 1 to HR.NrOfRows do 
      begin 
        if (HR.Elem[i,j]<>0) or (HI.Elem[i,j]<>0) 
        then 
        begin 
          k := k+1; 
          H.Resize(4,k); 
          H.Elem[1,k] := j; 
          H.Elem[2,k] := i; 
          H.Elem[3,k] := HR.Elem[i,j]; 
          H.Elem[4,k] := HI.Elem[i,j]; 
          sk.Resize(iter); 
          sk.Elem[iter] := k; 
        end; 
      end; 
    end; 
 
    HR.Resize(1,1); 
    HR.Fill(0); 
    HI.Resize(1,1); 
    HI.Fill(0); 
  end; 
Ko smo ponovno rabili posamezno matriko HR in HI, smo jo sestavili kot prikazuje 
naslednja koda: 
if iter =1 
then 
begin 
  start := 1; 




   start := round(sk.Elem[iter-1]+1); 













for i := start to ende do 
begin 
   HR.Elem[round(H.Elem[2,i]),round(H.Elem[1,i])] := H.Elem[3,i]; 
   HI.Elem[round(H.Elem[2,i]),round(H.Elem[1,i])] := H.Elem[4,i]; 
end; 
V primeru, da želimo od zunaj uvoziti podatke v program, velja opozoriti, da mora 
imeti .txt datoteka posebno obliko. V prve dve vrstici moramo podati podatke o 













Ko smo rezultate povezovali z geografskimi lokacijami, smo morali najprej 
izračunati središče lokacije iz danih koordinat, saj so v podatkih podane koordinate 
stavbe RTP, torej je za neko lokacijo več koordinat. Kako priti do lokacij RTP in v 




















































kjer so S ploščina obarvanega lika (Slika 6.3), Sx' statični moment glede na os x za ρ 
= 1, Sy' statični moment glede na os y za ρ = 1 ter xT in yT koordinati geometrijskega 
središča. Slika 6.4 prikazuje še konkreten zgled izračuna za primer RTP Beričevo. 
 
Slika 6.3: Območje, ki ga zajemajo koordinate in središče območja 
 
Slika 6.4: Izračun središča za primer RTP Beričevo
6.3. Grafični vmesnik 
Za konec predstavimo še delovanje vmesnika aplikacije za izračun električnih razdalj 
v velikih elektroenergetskih sistemih ter možne nastavitve (Slika 6.5). 





Slika 6.5: Vmesnik programa za izračun električnih razdalj v velikih elektroenergetskih sistemih 
Prvi korak, ki ga moramo storiti je izbira datoteke s podatki. Kot primer so že 
prehodno naloženi vhodni podatki (Skupna.uct), imamo pa tudi možnost uporabe 
lastne datoteke, ki mora imeti končnico .uct (Slika 6.6). 
 
Slika 6.6: Izbira vhodnih podatkov in nastavitve izračuna 




Dokler ne naložimo datoteke z vhodnimi podatki, je gumb za izračun impedance 
onemogočen (Slika 6.5). Ko izberemo ''Skupno.uct'' ali gumb za naložitev lastne 
datoteke, se neizbrani način onemogoči, je pa možno zagnati izračun (Slika 6.6).  
Predhodno so že izbrane nastavitve izračuna, ki jih je možno po lastni želji 
spremeniti. Prva možna nastavitev je izbira referenčne zbiralke, za katero je potrebno 
poznati ID številko želene referenčne zbiralke. Predhodno je za referenčno zbiralko 
izbrana tista, ki se nahaja v RTP Beričevo. 
Naslednja možna nastavitev je izbira načina izračuna, in sicer realen ali kompleksen. 
Pri izbiri realnega načina se pri izračunu upoštevajo absolutne vrednosti kompleksnih 
števil. Predhodno je izbran kompleksen način. 
Zadnja možna nastavitev izračuna pa je upoštevanje dozemnih admitanc vodov, 
transformatorjev ali bremen.  
Ko izberemo želene nastavitve izračuna, lahko poženemo izračun. Po stisku gumba 
za izračun lahko delovanje programa spremljamo v oknu (Slika 6.7), ki se nahaja 
desno spodaj.  
 
Slika 6.7: Okno, kjer lahko spremljamo trenutno delovanje programa 
Ko program konča z izračunom, se v okenčku desno zgoraj izpiše trajanje, v tabelah 
pa rezultati izračuna (Slika 6.8). V zgornji tabeli se izpiše ID referenčne zbiralke, 
napetostni nivo ter njene koordinate. V tabeli pod njo pa se izpišeta maksimalna in 
minimalna izračunana vrednost impedance ter pripadajoča ID-ja zbiralk. V največji 
tabeli so rezultati izračunov, in sicer izpiše se ID zbiralke, napetostni nivo, njene 
koordinate ter vrednost impedance.  





Slika 6.8: Prikaz rezultatov in trajanja izračuna 
Ko je izračun končan, se omogoči tudi gumb za izvoz rezultatov. S pritiskom nanj se 






Ugotovili smo, da se manjši EES povezujejo v večje interkonekcijske, saj se s tem 
izboljša zanesljivost ter poveča zmogljivost sistema. Z uvedbo trga električne 
energije v Evropi, je nastalo združenje sistemskih operaterjev, ki se imenuje ENTSO-
E. Problem, ki se je pojavil z uvedbo trga, je obratovanje EES-a na robu 
zmogljivosti, včasih tudi preko, kar pa v sistemu povzroča izpade in napetostno, 
frekvenčno, kotno nestabilnost ter nihanje moči. Tehnologija, ki je krepko v vzponu 
in nam omogoča spremljanje trenutnih razmer v EES, je WAMS tehnologija. Na 
podlagi izmerjenih podatkov in analize lahko ugotovimo vir motnje, kako pa bo ta 
motnja vplivala na stabilnost nekega EES-a, pa je odvisno od električne razdalje. 
Električno razdaljo predstavlja Théveninova impedanca, ki jo je v manjših sistemih 
enostavno izračunati, v večjih pa si lahko pomagamo z admitančno vozliščno 
matriko, saj diagonalni členi inverzne admitančne matrike predstavljajo iskane 
Théveninove impedance. Za zelo velike sisteme je računanje inverza celotne 
admitančne vozliščne matrike zelo zamudno in nepotrebno, saj obstaja algoritem, ki 
nam omogoča izračun le diagonalnih členov invertirane admitančne matrike. V 
našem primeru je bil to tudi edini način, da smo lahko izračunali električne razdalje, 
saj zaradi velikosti sistema v programu Delphi ni moč zapisati admitančne matrike 
kot celote. 
Za izračune smo torej uporabili programski paket Delphi 7 ter dodatno matematično 
knjižnico. Razloga za izbiro Delphi-ja sta želji, da ustvarimo aplikacijo za izračun 
električnih razdalj, kjer za izračun ne bi dodatno potrebovali še enega programa kot 
je Matlab ali Octave ter da program podatke naloži v sistem neposredno, brez 
vmesnega nalaganja v podatkovno bazo. Verziji Delphi-ja in matematične knjižnice 
sta sicer stari, a je njuna uporaba dobra odskočna deska za nadaljnji razvoj aplikacije. 




Preden bi aplikacijo razvijali naprej, bi bilo potrebno posodobiti vsaj matematično 
knjižnico, če ne tudi zamenjati verzijo Delphi-ja z novejšo. S posodobitvijo 
matematične knjižnice bi lahko precej zmanjšali število vrstic kode ter povečali 
hitrost izračuna. Največja pomanjkljivost sedaj uporabljene knjižnice je nezmožnost 
uporabe kompleksnih števil oziroma matrike s kompleksnimi števili ter njenega 
inverza. V naslednjem koraku bi morali izboljšati grafični vmesnik, saj zaradi 
obsežnega sistema potrebujemo vizualno predstavitev rezultatov, na primer 
zemljevid, na katerem bi z barvami ponazorili izračunane impedance. Prav tako bi 
bila potrebna dodelava branja in nalaganja vhodnih datotek.  
S končnimi rezultati smo zadovoljni, saj nam je kljub težavam uspelo priti do želenih 
električnih razdalj. Poleg tega se s tem programskim paketom in jezikom srečujemo 
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A Funkcija unique 
type 
  TMyUn = record 
    u_st : Integer; 
    u_NbOfEl : Integer; 
  end; 
function unique(Vector1 : TVector) : TMyUn; 
var 
  i, j, st : Integer; 
begin 
  // Števec na 0 
  st := 0; 
  // Poiščemo enake elemente 
  for i := 1 to Vector1.NrOfElem-1 do 
    for j := i+1 to Vector1.NrOfElem do 
    begin 
      if (Vector1.Elem[i] = Vector1.Elem[j]) And (Vector1.Elem[j] <> 
0) 
      then 
      // Enak element postavimo na 0 
        begin 
          Vector1.Elem[j] := 0; 
          st :=st+1; 
        end 
        else 
        begin 
          st := st; 
        end; 
    end; 
  // Izpišemo števec oz. število elementov, ki se ponovijo 
  result.u_st := st; 
  result.u_NbOfEl := Vector1.NrOfElem-st; 
  // Uredimo elemente po velikosti 
  Vector1.SortElems(true,1,Vector1.NrOfElem); 
  for i := st+1 to Vector1.NrOfElem do 
  begin 
    Vector1.Elem[i-st] := Vector1.Elem[i]; 
  end; 
end; 
 




B Primeri izračunov v Matlabu 
%Kompleksna matrika A 
A=[2+j*3,-3-j*5,8+j*1; 
   6-j*1,7+j*2,-4-j*7; 
   -3+j*4,9-j*5,5+j*3]; 
%Kompleksna matrika B 
B=[-4+j*1,9+j*4,1+j*2; 
   -2-j*7,6+j*3,2-j*5; 
   1+j*4,8+j*5,-3+j*9]; 
%Realni del matrike A 
AR=real(A); 
%Imaginarni del matrike A 
AI=imag(A); 
%Realni del matrike B 
BR=real(B); 






%Direkten matrični produkt 
C=A*B; 
  
%Realni del inverza matrike A 
inv(AR+AI*inv(AR)*AI); 









%Drugi diagonalni realni element postavimo na 1 
AR(2,2)=1; 
det(AR); 
%Realni del inverza 
inv(AR+AI*inv(AR)*AI); 







   6-j*1,7+j*2,-4-j*7; 
   -3+j*4,9-j*5,5+j*3]; 
%Realni del matrike A 
AR=real(A); 
%Imaginarni del matrike A 
AI=imag(A); 
%Sestavimo matriko A1 




%Rezultat, ki ga iščemo 
9. Dodatek 
 
55 
 
BR=B(1:3,1:3) 
BI=B(1:3,4:6) 
 
 
