Diseño e Implementación de una aplicación web para la gestión y el control de las visitas a los centro educativos by Fernandez Moreno, David
Universidad Polite´cnica de Madrid
Facultad de Informa´tica
Proyecto fin de carrera
Disen˜o e implementacio´n de una
aplicacio´n web para la gestio´n y
control de visitas a centros
educativos
Autor: David Ferna´ndez Moreno
Tutores: Vı´ctor Robles Forcada
Oscar Cubo Medina
Madrid, Noviembre 2006




Vı´ctor Robles Forcada (vrobles@fi.upm.es)
Oscar Cubo Medina (ocubo@fi.upm.es)
Direccio´n:
Facultad de Informa´tica – Universidad Polite´cnica de Madrid









La composicio´n de este documento se ha realizado con LATEX.
Disen˜o de David Fernndez Moreno.
c© 2006, David Ferna´ndez Moreno
Esta obra esta´ bajo una licencia Reconocimiento-No comercial 2.5 Espan˜a de Creative Commons. Para ver una
copia de esta licencia, visite http://creativecommons.org/licenses/by-nc/2.5/es/ o envie una carta a
Creative Commons, 559 Nathan Abbott Way, Stanford, California 94305, USA.
Hay varias clases de curiosidad: una, intere-
sada, que nos lleva a desear aprender lo que
nos puede ser u´til; otra, orgullosa, nacida del
deseo de saber lo que otros ignoran...
Franc¸ois de la Rochefoucauld
A todos los que siempre han confiado en mi y en




Dentro del proceso de promocio´n institucional de la Universidad Polite´cnica de Madrid (UPM), se
realizan visitas informativas a distintos centros educativos de la comunidad. El proyecto surge a partir de
la necesidad de gestionar estas visitas.
Para la realizacio´n del mismo, se ha desarrollado una aplicacio´n web utilizando diferentes tecno-
logı´as, como han sido Hypertext Preprocessor (PHP), AJAX y Hyper Text Markup Language (HTML).
El desarrollo de esta aplicacio´n comprende una parte de disen˜o y otra de implemetancio´n. En la parte
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Dentro del proceso de promocio´n institucional de la UPM, se realizan visitas informativas a distintos
centros educativos. El proyecto surge a partir de la necesidad de gestionar estas visitas realizadas por el
personal de la Universidad Polite´cnica de Madrid (UPM).
1.1. Universidad Polite´cnica de Madrid (UPM)
Aunque la mayorı´a de sus centros son ma´s que centenarios, la UPM cum-
plio´ 25 an˜os en 1996 como tal. Debido a que la mayorı´a de sus centros se funda-
ron en los siglos XVIII Y XIX, no es exagerado afirmar que una gran parte de la
historia de la tecnologı´a espan˜ola ha sido desarrollada por sus escuelas, quienes
fueron durante muchos an˜os las u´nicas en la materia.
De todos los estudios que hoy forman la UPM, los primeros en iniciar su andadura fueron los de
arquitectura, mientras que uno de los centros ma´s jo´venes es la Facultad de Informa´tica.
El Instituto de Informa´tica de Madrid nacio´ en 1969, fuera del marco univer-
sitario, hasta que en 1976 las ensen˜anzas de informa´tica pasaron a la Universidad
y, a la vez, se creo´ la Facultad de Informa´tica de Madrid, que desde su funda-
cio´n en Octubre 1977, esta´ integrada en la UPM. Desde el an˜o 1988 se encuentra
emplazada en el campus de Montegancedo.
La Facultad de Informa´tica (FI) fue la primera Facultad de Informa´tica de Espan˜a, junto a las de
la Universidad Polite´cnica de Catalun˜a y a la Universidad del Paı´s Vasco. Durante todos estos an˜os la
Facultad ha ido asentando su prestigio, del cual se han beneficiado los ingenieros formados en el centro
hasta llegar a ser el centro universitario con mayor experiencia y prestigio en la ensen˜anza de la Ingenierı´a
Informa´tica superior en Madrid.
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1. Introduccio´n
Las titulaciones que se imparten son las siguientes:
Ingeniero en Informa´tica (desde 1996)
Doctor en Informa´tica
Ma´ster en Ingenierı´a del Conocimiento
Ma´ster en Ingenierı´a del Software
Ma´ster Europeo en Computacio´n Lo´gica
Ma´ster en Tecnologı´as de la Informacio´n
1.2. Sistema educativo espan˜ol
El actual sistema educativo queda regulado por la Ley Orga´nica 10/2002 de 23 de diciembre de
Calidad de la Educacio´n (LOCE), que define la estructura del sistema educativo en sus diversos niveles
y etapas. Esta ley presenta novedades respecto a la legislacio´n anterior: Ley Orga´nica 1/1990 de 3 de
octubre de Ordenacio´n General del Sistema Educativo (LOGSE).
Hoy en dı´a, el Ministerio de Educacio´n y Ciencia, ha presentado el Anteproyecto de una nueva ley
llamada Ley Orga´nica de Educacio´n (LOE).
El sistema educativo actual definido en la LOCE comprende:
Educacio´n preescolar (hasta 3 an˜os).
Ensen˜anzas escolares (de los 3 a los 18 an˜os).
Ensen˜anza universitaria (a partir de los 18 an˜os).
Las ensen˜anzas escolares pueden ser de re´gimen general o de re´gimen especial. Las Ensen˜anzas
escolares de re´gimen general, se organizan en los siguientes niveles:
Educacio´n Infantil (3-6 an˜os).
Educacio´n Primaria (6 - 12 an˜os).
Educacio´n Secundaria, que comprende las etapas
• Ensen˜anza Secundaria Obligatorio. (ESO) (12 - 16 an˜os)
• Bachillerato (16 - 18 an˜os)
• Formacio´n Profesional de Grado Medio
Formacio´n Profesional de Grado Superior.
Por su parte, las ensen˜anzas escolares de re´gimen especial son:
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Las visitas que se realizara´n en este proyecto se centraran en la ensen˜anzas de bachillerato, formacio´n
profesional de grado medio y formacio´n profesional de grado superior.
1.3. Programa de promocio´n institucional
En el an˜o 2003, la UPM inicio´ una campan˜a en centros de ensen˜anza secundaria dirigida a informar a
los potenciales alumnos, acerca de las posibilidades de formacio´n y futuro profesional que les ofrece la
universidad.
Una de las acciones de la campan˜a, fue disen˜ar un programa de visitas de profesores personalmente a
los colegios e institutos de la Comunidad de Madrid. Durante las visitas se expone, en aproximadamente
media hora, un resumen de las titulaciones de la UPM, y se responde a las preguntas que los alumnos
deseen hacer. En todos los colegios e institutos se entrego´ 1 diversa documentacio´n.
Desde su implantacio´n, se realizan visitas a unos 150 centros por an˜o. Tambie´n se realizaron visitas
a centros de otras provincias, como Segovia, Guadalajara o Ciudad Real, que ası´ lo solicitaron, llegando
a ma´s de 5000 estudiantes de 1o y 2o de bachillerato principalmente y, en menor proporcio´n, tambie´n de
la ESO.
Igualmente, se realizaron visitas a varios ayuntamientos de la Comunidad de Madrid, que ası´ lo
solicitaron a trave´s de sus concejalı´as.
1.4. Objetivos
El principal objetivo de este trabajo es desarrollar un sistema que facilite la gestio´n a las visitas del
personal de la UPM a los diferentes centros de la Comunidad de Madrid.
Adicionalmente, se desea conseguir:
Un sistema que sea fa´cilmente ampliable, es decir, que se puedan an˜adir fa´cilmente nuevas funcio-
nalidades
1Una guı´a de la UPM, documentacio´n con los planes de estudio de todas las titulaciones y cuadernillos individualizados con
los planes de estudio de cada titulacio´n.
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La posibilidad de que el sistema sea escalable, que pueda soportar ma´s usuarios en el futuro,
facultades,..
Independiente del gestor de base de datos por si se necesita reemplazarlo
Gestio´n ra´pida y eficiente de los recursos.
Realizar un sistema multiplataforma ,siguiendo los esta´ndares.
Interfaz vı´a web amigable para el usuario (user frienly)
Fa´cil de instalar y mantener
A´mpliamente documentado
1.5. Contenidos
Este trabajo esta´ divido en dos grandes bloques, en el primero de ellos se va a dar una visio´n de todas
las herramientas, lenguajes y conceptos que se han utilizado para llevar a cabo este proyecto. El segundo
bloque va a tratar la parte de implementacio´n del sistema.
En cuanto al primer bloque, se comenzara´ describiendo la arquitectura empleada y el conjunto de
lenguajes que se han utilizado para realizar la aplicacio´n. Seguidamente, se estudiara´ la gestio´n de la
base de datos, detallando el sistema gestor utilizado, su seguridad, etc. por u´ltimo, se da una visio´n
global del proceso de desarrollo seguido para su obtencio´n incidiendo principalmente en los ciclos de
vida y metodologı´as empleadas.
El segundo bloque comenzara´ analizando los requisitos del sistema y sus restricciones. Despue´s, se
describira´ con detalle el disen˜o utilizado para realizar el sistema y, a continuacio´n, se detallara´n aspectos
curiosos de la implementacio´n de la aplicacio´n.








Habitualmente, las aplicaciones muestran datos y ejecutan en la misma ma´quina. Sin embargo, en
los u´ltimos an˜os, se ha popularizado el desarrollo de aplicaciones con interfaz web, esto es, controladas
desde el navegador. Esto facilita el acceso a las mismas desde cualquier lugar con conexio´n a la red.
Adema´s, la mejora de las conexiones facilita su implantacio´n.
2.1. Arquitectura de aplicaciones web
El te´rmino arquitectura de aplicacio´n es usado en el disen˜o de aplicaciones, habitualmente del tipo
cliente-servidor.
En el disen˜o fı´sico se especifica exactamente donde se encontraran las piezas de la aplicacio´n. En el
disen˜o lo´gico o conceptual se especifica la estructura de la aplicacio´n y sus componentes sin tomar en
cuenta donde se localizara´ el software, hardware e infraestructura. Tales conceptos incluyen el orden de
procesamiento, mantenimiento y seguimiento comunes en sistemas organizacionales.
Muchas veces se toma demasiado en cuenta el disen˜o fı´sico de una aplicacio´n. Por an˜adidura los
desarrolladores generalmente asumen, indebidamente, que el disen˜o lo´gico se corresponde punto a punto
con el disen˜o fı´sico. Contrario a esto, un disen˜o adecuado deberı´a permitir su implantacio´n en varias pla-
taformas y configuraciones. Como se puede ver, esta caracterı´stica de portabilidad es un punto deseable
para permitir que su aplicacio´n sea flexible y escalable.
2.1.1. Modelo cliente / servidor
El paradigma cliente / servidor es uno de los ma´s extendidos dentro de los servicios a trave´s de
red. Este te´rmino, en su ma´s amplia definicio´n, se usa para describir una aplicacio´n en la cual dos o
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ma´s procesos separados trabajan juntos para completar una tarea. El proceso cliente solicita al proceso
servidor la ejecucio´n de alguna accio´n en particular. Esta operacio´n se conoce como proceso cooperativo,
dado que dos procesos separados cooperan para completar la tarea en particular.
Figura 2.1:Modelo cliente / servidor
La Figura 2.1 muestra el funcionamiento de este modelo. Se puede ver como el cliente realiza peti-
ciones al servidor, mientras que el servidor se dedica simplemente a responderle. De por si, el servidor
tiene un papel pasivo por lo que necesita que un cliente le demande algo. Los principales servicios de
Internet ( WWW, FTP, SMTP, etc.) tienen clientes y servidores especı´ficos, aunque en tiempos recientes se
intente integrar todo bajo una interfaz web que es ma´s amigable para el usuario.
Los procesos pueden o no estar en una sola ma´quina fı´sica. Tales procesos en una aplicacio´n cliente
/ servidor pueden localizarse en la misma ma´quina o separados fı´sicamente. El disen˜o lo´gico, y no el
fı´sico, es el que determina en que grado una aplicacio´n es cliente / servidor.
2.1.2. Aplicaciones web
La idea fundamental de los navegadores, browsers, es presentar documentos escritos en HTML que
han obtenido de un servidor web. Estos documentos HTML habitualmente presentan informacio´n de forma
esta´tica, sin ma´s posibilidad de interaccio´n con ellos.
El modo de crear los documentos HTML ha variado a lo largo de la corta vida de las tecnologı´as web
pasando desde las primeras pa´ginas escritas en HTML almacenadas en un fichero en el servidor web hasta
aquellas que se generan al vuelo como respuesta a una accio´n del cliente y cuyo contenido varia segu´n
las circunstancias.
Adema´s, el modo de generar pa´ginas dina´micas ha evolucionado, desde la utilizacio´n del Common
Gateway Interface (CGI), hasta los servlets pasando por tecnologı´as tipo JavaServer Pages (JSP). Todas
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estas tecnologı´as se encuadran dentro de aquellas conocidas como Server Side, ya que se ejecutan en el
servidor web.
Con la extensio´n de Internet y de la web en concreto, se han abierto infinidad de posibilidades en
cuanto al acceso a la informacio´n desde casi cualquier sitio. Esto representa un desafı´o a los desarrolla-
dores de aplicaciones, ya que los avances en tecnologı´a demandan cada vez aplicaciones ma´s ra´pidas,
ligeras y robustas que permitan utilizar la web.
Servidor
Cliente
1.- Solicitud de la 
información
5.- Mostrar el resultado
2.- Recepción de la
solicitud.
3.- Procesar la solicitud
5.- Enviar el resultado
Figura 2.2: Pasos en el modelo cliente / servidor
Afortunadamente, se dispone de herramientas potentes para alcanzar este objetivo, ya que han surgido
nuevas te´cnicas que permiten que el acceso a una base de datos desde la web. El u´nico problema es decidir
entre el conjunto de posibilidades la correcta para cada situacio´n.
El protocolo CGI ha cumplido con el propo´sito de an˜adir interactividad a las pa´ginas web pero sus de-
ficiencias en el desarrollo de aplicaciones y en la escalabilidad de las mismas ha conducido al desarrollo
de nuevas Application Programming Interface (API) especı´ficas de servidor. Para aprovechar el potencial
de estas tecnologı´as y ofertar una solucio´n de servidor ma´s extensible y portable, Sun posee la tecnologı´a
llamada servlet. Los servlets Java son eficientes, debido al esquema de threads en el que se basan y al
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uso de una arquitectura esta´ndar como la Java Virtual Machine (JVM).
Otra nueva tecnologı´a viene a sumarse a las que extienden la funcionalidad de los servidores web,
llamada JSP. Los JSP permiten unir HTML, aplicaciones Java, y componentes JavaBeans creando una












Figura 2.3: Esquema general de las tecnologı´as Web
Otro aspecto que completa el panorama son, las inclusiones del lado del cliente, Client Side, que se
refieren a las posibilidades de que las pa´ginas lleven incrustado co´digo que se ejecuta en el cliente, como
por ejemplo JavaScript.
El esquema general de la situacio´n se puede ver en la Figura 2.3, donde se muestran cada tipo de
tecnologı´a involucrada en la generacio´n e interaccio´n de documentos web.
2.1.3. Arquitectura de 3 niveles
La llamada arquitectura en 3 niveles es la ma´s comu´n en sistemas de informacio´n que, adema´s de
tener una interfaz de usuario, contemplan la persistencia de los datos.
Una descripcio´n de los tres niveles seria la siguiente:
Nivel 1: Presentacio´n ventanas, informes, etc.
Nivel 2: Lo´gica de la Aplicacio´n. tareas y reglas que gobiernan el proceso.
Nivel 3: Almacenamiento mecanismo de almacenamiento.
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Figura 2.4: Arquitectura de 3 niveles
2.2. Lenguajes
Para la creacio´n de aplicaciones web se utilizan mu´ltiples lenguajes. En este caso, se han utilizado
diferntes lenguajes de programacio´n web como pueden ser HTML, PHP o JavaScript
2.2.1. Hyper Text Markup Language (HTML)
El Hyper Text Markup Language (HTML) [Specification, 2004], es un lenguaje de marcado, disen˜ado
para estructurar textos y definir su presentacio´n en forma de hipertexto, que es el formato esta´ndar de
las pa´ginas web. Gracias a Internet y a los navegadores del tipo Mozilla, Firefox, Netscape o Explorer,
el HTML se ha convertido en uno de los formatos ma´s populares que existen para la construccio´n de
documentos.
Contrariamente a otros lenguajes de programacio´n, el HTML utiliza etiquetas o marcas, que consisten
en breves instrucciones de comienzo y final, mediante las cuales se determina la forma con la que deben
aparecer el texto, ası´ como las ima´genes y los dema´s elementos, en la pantalla del ordenador.
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2.2.2. Cascading Style Sheets (CSS)
Las hojas CSS son un lenguaje formal usado para definir la presentacio´n de un documento estructu-
rado escrito en HTML . El World Wide Web Consortium (W3C) [Consortium, 2004], es el encargado de
formular la especificacio´n de las hojas de estilo que servira´ de esta´ndar para los navegadores.
La idea que se encuentra detra´s del desarrollo de CSS es separar la estructura de un documento de su
presentacio´n. Por ejemplo, el elemento de HTML H1 indica que un bloque de texto es un encabezamiento
y que es ma´s importante que un bloque etiquetado como H2. Cuando se utiliza CSS, la etiqueta H1 no
deberı´a proporcionar informacio´n sobre como va a ser visualizado, solamente marca la estructura del
documento. La informacio´n de presentacio´n se proporciona separada en una hoja de estilo con la que
se especifica como se ha de mostrar: color, fuente, alineacio´n del texto y taman˜o, adema´s puede ser
adjuntada tanto como un documento separado o en el mismo documento HTML.
Las ventajas de utilizar CSS son:
Control centralizado de la presentacio´n de un sitio web completo, con lo que se agiliza de forma
considerable la actualizacio´n del mismo.
Los navegadores permiten a los usuarios especificar su propia hoja de estilo local, que sera´ apli-
cada a un sitio web remoto, con lo que aumenta considerablemente la accesibilidad. Por ejemplo,
personas con deficiencias visuales podrı´an configurar su propia hoja de estilo para aumentar el
taman˜o del texto o remarcar ma´s los enlaces.
Una pa´gina puede disponer de diferentes hojas de estilo segu´n el dispositivo que la muestre o
incluso a eleccio´n del usuario. Por ejemplo, para ser impresa o mostrada en un dispositivo mo´vil.
El documento HTML en sı´ mismo es ma´s claro de entender y se consigue reducir considerablemente
su taman˜o.
Hay varias versiones: CSS1 y CSS2, con CSS3 en desarrollo por el W3C. Los navegadores modernos
implementan CSS1 de forma completa, aunque existen pequen˜as diferencias de implementacio´n depen-
diendo del navegador.
2.2.3. Javascript
JavaScript [Eich, 2001], es un lenguaje interpretado orientado a las pa´ginas web basado en el para-
digma prototipo, con una sintaxis semejante a la del lenguaje Java.
El lenguaje Javascript se integra dentro del co´digo HTML de las pa´ginas web y actu´a en cuanto un
evento (un click en un boto´n, por ejemplo) es ejecutado.
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El lenguaje que fue inventado por Brendan Eich en la empresa Netscape Communications, apare-
cio´ por primera vez en el Netscape Navigator 2.0. Tradicionalmente, se venı´a utilizando en pa´ginas web
HTML, para realizar tareas y operaciones en el marco de la aplicacio´n cliente / servidor.
Figura 2.5: JavaScript
Los autores inicialmente lo llamaron Mocha y, ma´s tarde, LiveScript, pero fue rebautizado como
JavaScript en un anuncio conjunto entre Sun Microsystems y Netscape, en 1995.
En 1997, los autores propusieron JavaScript para que fuera adoptado como esta´ndar internacional
the European Computer Manufacturers’ Association. (ECMA). En junio de 1997, fue adoptado como un
esta´ndar ECMA, con el nombre de ECMAScript. Poco despue´s tambie´n lo fue como un esta´ndar ISO.
Para evitar estas incompatibilidades, elWorld Wide Web Consortium (W3C) disen˜o´ el esta´ndar Docu-
ment Object Model (DOM), que incorporan los navegadores actuales.
2.2.4. Hypertext Preprocessor (PHP)
PHP [PHP, 2004], es un lenguajeOpen Source interpretado de alto nivel, especialmente pensado para
desarrollos web usado para generar pa´ginas HTML. La mayorı´a de su sintaxis es similar a C, Java y Perl y
es fa´cil de aprender. La meta de este lenguaje es permitir el desarrollo de pa´ginas web, pa´ginas dina´micas
de una manera ra´pida y fa´cil, aunque su versatilidad hace que pueda emplearse en otro muchos a´mbitos.
Figura 2.6: PHP
En el invierno de 1998, poco despue´s del lanzamiento oficial de PHP 3.0, Andi Gutmans y Zeev
Suraski comenzaron a trabajar en la reescritura del nu´cleo de PHP. Los objetivos de disen˜o fueron mejorar
la ejecucio´n de aplicaciones complejas, y la modularidad del co´digo.
El nuevo motor, apodado Motor Zend [Zend, 1999] (comprimido de sus apellidos, Zeev y Andi),
alcanzo´ estos objetivos de disen˜o satisfactoriamente, y se introdujo por primera vez a mediados de 1999.
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PHP 4.0, basado en este motor, fue oficialmente liberado en mayo de 2000. Esta versio´n incluye otras
caracterı´sticas clave como el soporte para la mayorı´a de los servidores web y sesionesHyperText Transfer
Protocol (HTTP).
Hoy en dı´a, se estima que PHP es usado por cientos de miles de programadores y muchos millones
de sitios informan que lo tienen instalado, sumando ma´s del 20% de los dominios en Internet. Adema´s
su equipo de desarrollo incluye docenas de programadores, trabajando en el nu´cleo o en proyectos rela-
cionados con PHP como PEAR y el proyecto de documentacio´n.
Actualmente tiene soporte para cosas tan dispares como Simple Object Access Protocol (SOAP),
eXtensible Markup Language (XML), Sockets, DB, OpenSSL o llamadas POSIX.
2.2.4.1. Repositorio de Aplicaciones y Extensiones de PHP (PEAR)
PEAR [PEAR, 2004a], es un repositorio muy completo de clases en PHP, en el cual se puede encontrar
desde clases para manejar ecuaciones matema´ticas o para generar gra´ficos, hasta clases para generar hojas
de calculo en Excel, de una forma fa´cil y con funciones pocas veces vista con PHP. PEAR esta dividido en
dos partes principales: PEAR y PCL, el primero lo constituyen paquetes escritos completamente en PHP,
el segundo esta compuesto por clases escritas en C o C++.
Figura 2.7: Pear
El propo´sito de PEAR es proveer:
Una biblioteca Open Source estructurada para los usuarios de PHP
Un sistema para distribucio´n de co´digo y mantenimiento de paquetes
Una normativa de estilo para co´digo escrito en PHP
Las clases de la fundacio´n PHP (PHP Foundation Classes (PFC)).
La biblioteca de extensio´n (PHP Extension Community Library (PECL)).
Una comunidad de usuarios
PEAR surgio´ hace ma´s de 5 an˜os, la primera clase que se publico´ fue DB, la cual hoy en dı´a es la clase
oficial de PHP para abstraccio´n de base de datos, es decir, para poder fa´cilmente cambiar de gestor de
base de datos cambiando tan solo unas lı´neas de co´digo.
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A partir de la versio´n 4.3.0, el paquete principal de PEAR junto con los paquetes ma´s comunes, se
instalan automa´ticamente, cuando se realiza la instalacio´n de PHP, en las versiones anteriores hay que
instalarlo por separado. Cuando ya se tiene el paquete principal instalado, los dema´s paquetes se agregan
de forma muy sencilla. Hay que tomar en cuenta dependencias entre paquetes, por ello habra´ que instalar
dichos paquetes con anticipacio´n.
2.2.4.2. Plantillas Smarty
Smarty [SMARTY, 2004],es un motor de plantillas para PHP, que facilita la separacio´n entre la lo´gica
de la aplicacio´n y el contenido.
Figura 2.8: Plantilla Smarty
En la mayorı´a de los casos y en proyectos de gran envergadura el programador de la aplicacio´n
y el disen˜ador de la plantilla no son la misma persona. Por ejemplo: se crea una pa´gina web de un
artı´culo de un diario. En ella, el encabezado del articulo, el ro´tulo, el autor y el cuerpo son elementos del
contenido, que no contienen informacio´n de como van a ser presentados. Estos se pasan por la aplicacio´n
Smarty, donde el disen˜ador crea la plantilla, y usa una combinacio´n de etiquetas HTML y etiquetas de
plantilla para formatear la presentacio´n de estos elementos (HTML, tablas, color de fondo, taman˜o de
letras, hojas de estilo, etc.). Si un dı´a el programador necesita cambiar la manera de recuperar el contenido
del articulo, este cambio no afectara´ al disen˜ador de la plantilla, ya que el contenido llegara a la plantilla
exactamente igual. De la misma manera, si el disen˜ador de la plantilla quiere re-disen˜arla en su totalidad,
estos cambios no afectaran a la lo´gica de la aplicacio´n.
Por lo tanto, el programador puede hacer cambios en la lo´gica de la aplicacio´n sin que sea necesario
reestructurar la plantilla. Y el disen˜ador de la plantilla puede hacer cambios sin que afecte a la lo´gica.
Smarty lee la plantilla y crea los scripts de PHP. Estos scripts son ejecutados, y por consiguiente no
existe ningu´n costo por analizar cada archivo de template.
Algunas de las caracterı´sticas de Smarty:
Ra´pido y eficiente.
No analiza gramaticalmente desde arriba el template, so´lo lo procesa una vez.
So´lo recompila los archivos de plantilla que fueron cambiados.
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Puede crear funciones comunes, de modo que el lenguaje de la platilla es altamente extensible.
Sintaxis de etiquetas delimitadoras configurables.
Los constructores if, elseif, else, endif son procesados por el interprete de PHP, ası´ la sintaxis de la
expresio´n if ... puede ser compleja o simple de la forma que se quiera.
Permite un anidamiento ilimitado de sections, ifs, etc.
Es posible incrustar directamente co´digo PHP en los archivos de plantilla.
Fuentes de plantilla absoluto
Funciones habituales de manipulacio´n de cache
Arquitectura de plugin
2.2.5. Seguridad
En los u´ltimos an˜os, se han desarrollado multitud de aplicaciones web que acceden a bases de datos,
estas aplicaciones, al estar disponibles a trave´s de la web, son ma´s propensas a recibir ataques que
permitan acceder o modificar la base de datos, es por ello que el tema de seguridad es de especial intere´s.
2.2.5.1. Autenticacio´n
Un sistema de autenticacio´n es un mo´dulo de seguridad para asegurar que el usuario que visita las
pa´ginas es quien dice ser. Por supuesto, conociendo a ese usuario, se le podra´ dar acceso a ma´s aspectos
de la pa´gina que si fuese un usuario desconocido o ano´nimo.
En la Figura 2.9 se muestra el proceso de autenticacio´n, donde se pide un usuario y una contrasen˜a
para acceder a la aplicacio´n de acceso restringido.
Una vez que se tienen los datos de autenticacio´n (usuario y contrasen˜a escritos en la pa´gina inicial),
se hace una comprobacio´n de los mismos y, se redirecciona al navegador a la pa´gina de la aplicacio´n
restringida, en caso de que sean correctos, o a la pa´gina del login donde se volvera´ a pedir el usuario y la
contrasen˜a, en caso de que sean incorrectos.
La aplicacio´n de acceso restringido, aparte de mostrar las funcionalidades que se quieren proteger
con usuario y contrasen˜a, debe de realizar unas comprobaciones de seguridad para saber si se ha pasado
con e´xito el proceso de autenticacio´n o si se esta´ intentando acceder de manera no permitida a esa pa´gina.
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Figura 2.9: Autenticacio´n del usuario
2.2.5.2. Ataques tı´picos
De todos los ataques, existen dos que son especialmente peligrosos: la inyeccio´n de SQL y la suplan-
tacio´n de identidad.
2.2.5.2.1. Suplantacio´n de indentidad Para evitar la repeticio´n de la contrasen˜a, se almacenan las
credenciales en la sesio´n del usuario en forma de token (espacio de almacenamiento temporal en el
servidor). A partir de ese momento, el navegador manda un identificador de sesio´n (en la URL o como
cookie) para usarla.
Este ataque consiste en robar la sesio´n de un usuario autenticado, es decir, ese identificador y usarlo
para acceder a la aplicacio´n con las credenciales del usuario.
2.2.5.2.2. Inyeccio´n de co´digo SQL La inyeccio´n SQL consiste en la modificacio´n del comporta-
miento de las consultas mediante la introduccio´n de para´metros no deseados en los campos a los que
tiene acceso el usuario.
Este tipo de errores puede permitir a usuarios malintencionados acceder a datos a los que de otro
modo no tendrı´an acceso y, en el peor de los casos, modificar el comportamiento de las aplicaciones.
El acceso restringido se basa en una tabla de usuarios y contrasen˜as y so´lo los usuarios que se validen
contra esa tabla podra´n acceder a esos contenidos. Una manera de que los usuarios se validen sera´ mostrar
un formulario pidiendo el usuario y la contrasen˜a y una vez que se rellenan esos campos enviar esos datos















Token de sesión es 1234, Usuario 
se va a autenticar en el servicio 








Figura 2.10: Suplantacio´n de indentidad
Si el usuario escribe por ejemplo admin y de contrasen˜a cualquier otra cosa, la sentencia no devol-
vera´ registros y no se permitira´ entrar a esa persona. Pero ¿que´ ocurre si el usuario escribe ’ or ’1’=’1
como usuario y lo mismo de contrasen˜a? En este caso la variable Consulta contendra´ la cadena:
SELECT Count(*) FROM Usuarios WHERE Usuario = ’’ or ’1’=’1’ AND password = ’’ or
’1’=’1’
Y obviamente esta sentencia devuelve registros con lo que el usuario entrara´ en la web sin tener
permiso.
Pero es au´n peor si el usuario utiliza estos mecanismos de inyeccio´n de SQL para ejecutar co´digo
arbitrario en el servidor: sentencias DDL, cambio de permisos, utilizar procedimientos almacenados y
un largo etce´tera.
Como solucio´n, hay varios sistemas para evitarlo. Por ejemplo se puede filtrar las entradas de los
usuarios reemplazando la aparicio´n ’ de ” por (dos comillas simples) e incluso evitando que los usuarios
puedan pasar caracteres como ’ / o c¨ualquier otro que se nos ocurra que puede causar problemas.
Otro factor importante en cuanto a la seguridad es limitar al ma´ximo los permisos del usuario que
ejecuta estas sentencias para evitar posibles problemas. Por ejemplo utilizando un usuario distinto para
las sentencias SELECT, DELETE, UPDATE y asegura´ndonos que cada ejecucio´n de una sentencia ejecute




El te´rmino base de datos fue acun˜ado por primera vez en 1963, en un simposio celebrado en Califor-
nia. De forma sencilla, una base de datos no es ma´s que un conjunto de informacio´n relacionada que se
encuentra agrupada de forma estructurada.
El archivo por sı´ mismo, no constituye una base de datos, sino ma´s bien la forma en que esta´ or-
ganizada la informacio´n es la que da origen a la base de datos. Las bases de datos manuales pueden
ser difı´ciles de gestionar y modificar. Por ejemplo, en una guı´a de tele´fonos no es posible encontrar el
nu´mero de un individuo si no se sabe su apellido, aunque se conozca su domicilio. Del mismo modo, en
un archivo de pacientes en el que la informacio´n esta´ ordenada por el nombre, sera´ una tarea complica-
da encontrar todos los pacientes que viven en una zona determinada. Todos estos problemas se pueden
resolver mediante el uso de una base de datos informatizada.
Desde el punto de vista informa´tico, una base de datos es un sistema formado por un conjunto de
datos almacenados en discos que permiten el acceso directo a ellos y un conjunto de programas que
manipulan ese conjunto de datos. Desde el punto de vista ma´s formal, se puede definir una base de
datos como un conjunto de datos estructurados, fiables y homoge´neos, organizados independientemente
en ma´quina, accesibles en tiempo real, y que son compartidos por usuarios concurrentes que tienen
necesidades de informacio´n diferente y no predecibles en el tiempo.
E´stas colecciones de datos que cumplen las siguientes propiedades:
1. Esta´n estructurados independientemente de las aplicaciones y del soporte de almacenamiento que
los contiene.
2. Presentan la menor redundancia posible.
3. Pueden ser compartidos por varios usuarios y/o aplicaciones.
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3.1. Sistema Gestor de Bases de Datos (SGBD)
Los sistemas gestores de bases de datos son un tipo de software muy especı´fico, dedicado a servir
de interfaz entre la base de datos (almacenamiento fı´sico en disco) y el usuario, o las aplicaciones que la
utilizan. Se compone de:
Lenguaje de definicio´n de datos. Una vez finalizado el disen˜o de una base de datos y escogido un SGBD
para su implementacio´n, el primer paso consiste en especificar el esquema conceptual, el esquema
interno de la base de datos, y la correspondencia entre ambos. En muchos SGBD no se mantiene
una separacio´n estricta de niveles, por lo que el administrador de la base de datos y los disen˜ado-
res utilizan el mismo lenguaje para definir ambos esquemas: el Lenguaje de definicio´n de datos
(LDD). El SGBD posee un compilador de LDD cuya funcio´n consiste en procesar las sentencias del
lenguaje para identificar las descripciones de los distintos elementos de los esquemas y almace-
nar la descripcio´n del esquema en el cata´logo o diccionario de datos. Se dice que el diccionario
contiene metadatos: describe los objetos de la base de datos.
Cuando en un SGBD hay una clara separacio´n entre los niveles conceptual e interno, el LDD so´lo
sirve para especificar el esquema conceptual. Para especificar el esquema interno se utiliza un
lenguaje de definicio´n de almacenamiento (LDA). Las correspondencias entre ambos esquemas se
pueden especificar en cualquiera de los dos lenguajes. Para tener una verdadera arquitectura de tres
niveles serı´a necesario disponer de un tercer lenguaje, el lenguaje de definicio´n de vistas (LDV),
que se utilizarı´a para especificar las vistas de los usuarios y su correspondencia con el esquema
conceptual.
Lenguaje de manipulacio´n de datos . Una vez creados los esquemas de la base de datos, los usuarios
necesitan un lenguaje que les permita manipular los datos de la base de datos: realizar consultas,
inserciones, eliminaciones y modificaciones. Este lenguaje es el que se denomina LMD.
Hay dos tipos de Lenguaje de manejo de datos (LMD):
Procedurales
No Procedurales
Con un LMD procedural el usuario (normalmente sera´ un programador) especifica que´ datos se
necesitan y co´mo hay que obtenerlos. Esto quiere decir que el usuario debe especificar todas las
operaciones de acceso a datos llamando a los procedimientos necesarios para obtener la informa-
cio´n requerida. Estos lenguajes acceden a un registro, lo procesan y basa´ndose en los resultados
obtenidos, acceden a otro registro, que tambie´n deben procesar. De esta manera, se va accediendo
a registros y se van procesando hasta que se obtienen los datos deseados.
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Un LMD no procedural se puede utilizar de manera independiente para especificar operaciones
complejas sobre la base de datos de forma concisa. En muchos SGBD se pueden introducir interac-
tivamente instrucciones del LMD desde un terminal o bien desde en un lenguaje de programacio´n
de alto nivel. Los LMD no procedurales permiten especificar los datos a obtener en una consulta o
los datos que se deben actualizar, mediante una sola y sencilla sentencia. El usuario o programa-
dor especifica que´ datos quiere obtener sin decir co´mo se debe acceder a ellos. El SGBD traduce
las sentencias del LMD en uno o varios procedimientos que manipulan los conjuntos de registros
necesarios. Esto libera al usuario de tener que conocer cua´l es la estructura fı´sica de los datos y
que´ algoritmos se deben utilizar para acceder a ellos.
Lenguaje de consulta. Los sistemas de bases de datos disponen de unos lenguajes: conjunto de instruc-
ciones que de acuerdo a una sintaxis ayudan a realizar las distintas funciones que ha de cumplir
un SGBD. El usuario final no necesita normalmente tanta potencia, por ello se le da un lenguaje de
manipulacio´n con sintaxis sencilla, a veces por medio de menu´s. La estructura y sintaxis de todos
esos tipos de lenguajes dependen de cada SGBD, pero en las SGBD relacionales, SQL es un esta´ndar
muy extendido.
E. Codd, el creador del modelo relacional, ha establecido una lista con los ocho servicios que debe
ofrecer todo SGBD.
1. Un SGBD debe proporcionar a los usuarios la capacidad de almacenar datos en la base de datos,
acceder a ellos y actualizarlos. Esta es la funcio´n fundamental de un SGBD y por supuesto, el SGBD
debe ocultar al usuario la estructura fı´sica interna (la organizacio´n de los ficheros y las estructuras
de almacenamiento).
2. Un SGBD debe proporcionar un cata´logo en el que se almacenen las descripciones de los datos
y que sea accesible por los usuarios. Este cata´logo es lo que se denomina diccionario de datos y
contiene informacio´n que describe los datos de la base de datos (metadatos). Normalmente, un
diccionario de datos almacena:
Nombre, tipo y taman˜o de los datos.
Nombre de las relaciones entre los datos.
Restricciones de integridad sobre los datos.
Permisos de acceso a la base de datos.
Esquemas externos, conceptual e interno, y correspondencia entre los esquemas.
Estadı´sticas de utilizacio´n, tales como la frecuencia de las transacciones y el nu´mero de
accesos realizados a los objetos de la base de datos.
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Algunos de los beneficios que reporta el diccionario de datos son los siguientes:
La informacio´n sobre los datos se puede almacenar de un modo centralizado. Esto ayuda a
mantener el control sobre los datos, como un recurso que son.
El significado de los datos se puede definir, lo que ayudara´ a los usuarios a entender el
propo´sito de los mismos.
La comunicacio´n se simplifica ya que se almacena el significado exacto. El diccionario de
datos tambie´n puede identificar al usuario o usuarios que poseen los datos o que los acceden.
Las redundancias y las inconsistencias se pueden identificar ma´s fa´cilmente ya que los datos
esta´n centralizados.
Se puede tener un historial de los cambios realizados sobre la base de datos.
El impacto que puede producir un cambio se puede determinar antes de que sea implemen-
tado, ya que el diccionario de datos mantiene informacio´n sobre cada tipo de dato, todas sus
relaciones y todos sus usuarios.
Se puede establecer polı´ticas de la seguridad.
Se puede garantizar la integridad.
Se puede proporcionar informacio´n para auditorı´as.
3. Un SGBD debe proporcionar un mecanismo que garantice que todas las actualizaciones correspon-
dientes a una determinada transaccio´n se realicen, o que no se realice ninguna. Una transaccio´n
es un conjunto de acciones que cambian el contenido de la base de datos. Una transaccio´n en
el sistema informa´tico de la empresa inmobiliaria serı´a dar de alta a un empleado o eliminar un
inmueble. Una transaccio´n un poco ma´s complicada serı´a eliminar un empleado y reasignar sus
inmuebles a otro empleado. En este caso hay que realizar varios cambios sobre la base de datos. Si
la transaccio´n falla durante su realizacio´n (debido, por ejemplo, a un fallo del hardware) la base de
datos quedara´ en un estado inconsistente. Algunos de los cambios se habra´n hecho y otros no, por
lo tanto, los cambios realizados debera´n ser deshechos para devolver la base de datos a un estado
consistente.
4. Un SGBD debe proporcionar un mecanismo que asegure que la base de datos se actualice correc-
tamente cuando varios usuarios la esta´n actualizando concurrentemente. Uno de los principales
objetivos de los SGBD es el permitir que varios usuarios tengan acceso concurrente a los datos
que comparten. El acceso concurrente es relativamente fa´cil de gestionar si todos los usuarios se
dedican a leer datos, ya que no pueden interferir unos con otros. Sin embargo, cuando dos o ma´s
usuarios esta´n accediendo a la base de datos y al menos uno de ellos esta´ actualizando datos, pue-
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den interferir de modo que se produzcan inconsistencias en la base de datos. El SGBD se debe
encargar de que estas interferencias no se produzcan en el acceso simulta´neo.
5. Un SGBD debe proporcionar un mecanismo capaz de recuperar la base de datos en caso de que
ocurra algu´n suceso que la dan˜e. Como se ha comentado antes, cuando el sistema falla en medio
de una transaccio´n, la base de datos se debe devolver a un estado consistente. Este fallo puede ser
a causa de un fallo en algu´n dispositivo hardware o un error del software, que hagan que el SGBD
aborte, o puede ser a causa de que el usuario detecte un error durante la transaccio´n y la aborte
antes de que finalice. En todos estos casos, el SGBD debe proporcionar un mecanismo capaz de
recuperar la base de datos lleva´ndola a un estado previo consistente.
6. Un SGBD debe proporcionar un mecanismo que garantice que so´lo los usuarios autorizados pueden
acceder a la base de datos. La proteccio´n debe ser contra accesos no autorizados, tanto intenciona-
dos como accidentales.
7. Un SGBD debe ser capaz de integrarse con algu´n software de comunicacio´n. Muchos usuarios ac-
ceden a la base de datos desde terminales. En ocasiones estos terminales se encuentran conectados
directamente a la ma´quina sobre la que funciona el SGBD. En otras ocasiones los terminales esta´n
en lugares remotos, por lo que la comunicacio´n con la ma´quina que alberga al SGBD se debe hacer
a trave´s de una red. En cualquiera de los dos casos, el SGBD recibe peticiones en forma de men-
sajes y responde de modo similar. Todas estas transmisiones de mensajes las maneja el gestor de
comunicaciones de datos. Aunque este gestor no forma parte del SGBD, es necesario que el SGBD
se pueda integrar con e´l para que el sistema sea viable.
8. Un SGBD debe proporcionar los medios necesarios para garantizar que tanto los datos de la base
de datos, como los cambios que se realizan sobre estos datos, sigan ciertas reglas. La integridad de
la base de datos requiere la validez y consistencia de los datos almacenados. Se puede considerar
como otro modo de proteger la base de datos, pero adema´s de tener que ver con la seguridad, tiene
otras implicaciones. La integridad se ocupa de la calidad de los datos. Normalmente se expresa
mediante restricciones, que son una serie de reglas que la base de datos no puede violar.
Adema´s, de estos ocho servicios, es razonable esperar que los SGBD proporcionen un par de servicios
ma´s:
1. Un SGBD debe permitir que se mantenga la independencia entre los programas y la estructura de
la base de datos. La independencia de datos se alcanza mediante las vistas o subesquemas. La
independencia de datos fı´sica es ma´s fa´cil de alcanzar, de hecho hay varios tipos de cambios que
se pueden realizar sobre la estructura fı´sica de la base de datos sin afectar a las vistas. Sin embargo,
lograr una completa independencia de datos lo´gica es ma´s difı´cil.
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2. Un SGBD debe proporcionar una serie de herramientas que permitan administrar la base de datos de
modo efectivo. Algunas herramientas trabajan a nivel externo, por lo que habra´n sido producidas
por el administrador de la base de datos. Las herramientas que trabajan a nivel interno deben ser
proporcionadas por el distribuidor del SGBD. Algunas de ellas son:
Herramientas para importar y exportar datos.
Herramientas para monitorizar el uso y el funcionamiento de la base de datos.
Programas de ana´lisis estadı´stico para examinar las prestaciones o las estadı´sticas de utiliza-
cio´n.
Herramientas para reorganizacio´n de ı´ndices.
Herramientas para aprovechar el espacio dejado en el almacenamiento fı´sico por los registros
borrados y que consoliden el espacio liberado para reutilizarlo cuando sea necesario.
3.1.1. Structured Query Language (SQL)
La historia de SQL [Chamberlin, 1996], empieza en 1974 con la definicio´n, por parte de Donald
Chamberlin y de otras personas que trabajaban en los laboratorios de investigacio´n de International
Business Machines (IBM), de un lenguaje para la especificacio´n de las caracterı´sticas de las bases de
datos que adoptaban el modelo relacional.
Este lenguaje se llamaba Structured English Query Language (SEQUEL) cuyo primer prototipo, lla-
mado SEQUEL-XRM, fue implementado entre 1974 y 1975. Los experimentos con ese prototipo con-
dujeron, en los an˜os siguientes a una revisio´n del lenguaje (SEQUEL/2), que a partir de ese momento
cambio de nombre por motivos legales, convirtie´ndose en SQL.
El prototipo (System R), basado en este lenguaje, se adopto´ y utilizo´ internamente en IBM y lo adop-
taron algunos de sus clientes elegidos. Gracias al e´xito de este sistema, que no estaba todavı´a comercia-
lizado, tambie´n otras compan˜ı´as empezaron a desarrollar sus productos relacionales basados en SQL.
A partir de 1981, IBM comenzo´ a entregar sus productos relacionales y en 1983 empezo´ a vender DB2.
En el curso de los an˜os ochenta, numerosas compan˜ı´as (por ejemplo Oracle y Sybase) comercializaron
productos basados en SQL, que se convierte en el esta´ndar industrial de hecho por lo que respecta a las
bases de datos relacionales.
En 1986, el ANSI adopto´ SQL como esta´ndar para los lenguajes relacionales y en 1987 se transformo
en esta´ndar ISO. Esta versio´n del esta´ndar se denomino´ SQL/86. En los an˜os siguientes, e´ste ha sufrido
diversas revisiones que han conducido, primero, a la versio´n SQL/89 y, posteriormente, a la actual SQL/92.
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El hecho de tener un esta´ndar definido por un lenguaje para bases de datos relacionales abre poten-
cialmente el camino a la ı´nter comunicabilidad entre todos los productos que se basan en e´l. Efectiva-
mente, en general cada productor adopta e implementa en la propia base de datos solo el corazo´n del
lenguaje SQL (el ası´ llamado Entry level o al ma´ximo el Intermediate level), extendie´ndolo de manera
individual segu´n la propia visio´n que cada cual tenga del mundo de las bases de datos.
Actualmente, esta en marcha un proceso de revisio´n del lenguaje por parte de los comite´s ANSI e ISO,
que deberı´a terminar en la definicio´n de lo que en este momento se conoce como SQL3. Las caracterı´sticas
principales de esta nueva versio´n de SQL deberı´an ser su transformacio´n en un lenguaje standalone y la
introduccio´n de nuevos tipos de datos ma´s complejos que permitan, por ejemplo, el tratamiento de datos
multimedia.
3.1.2. SQlite
SQLite es un sistema de gestio´n de bases de datos relacional compatible con ACID, y que esta´ conte-
nida en una relativamente pequen˜a librerı´a en C. SQLite es un proyecto de dominio pu´blico creado por
D. Richard Hipp.
A diferencia de los sistemas de gestio´n de base de datos cliente-servidor, el motor de SQLite no es un
proceso independiente con el que el programa principal se comunica. En lugar de eso, la librerı´a SQLite
se enlaza con el programa pasando a ser parte integral del mismo. El programa utiliza la funcionalidad de
SQLite a trave´s de llamadas simples a subrutinas y funciones. Esto reduce la latencia en el acceso a la base
de datos, debido a que las llamadas a funciones son ma´s eficientes que la comunicacio´n entre procesos.
El conjunto de la base de datos (definiciones, tablas, ı´ndices, y los propios datos), son guardados como
un so´lo fichero esta´ndar accesible en el sistema de ficheros.
La librerı´a implementa la mayor parte del esta´ndar SQL92, incluyendo transacciones de base de datos
ato´micas, consistencia de base de datos, aislamiento, y durabilidad (ACID), triggers y la mayor parte de
las consultas complejas.
SQLite usa un sistema de tipos inusual. En lugar de asignar un tipo a una columna como en la mayor
parte de los sistemas de bases de datos SQL, los tipos se asignan a los valores individuales. Por ejemplo,
se puede insertar un string en una columna de tipo entero (a pesar de que SQLite tratara´ en primera
instancia de convertir la cadena en un entero). Algunos usuarios consideran esto como una innovacio´n
que hace que la base de datos se mucho ma´s u´til, sobretodo al ser utilizada desde un lenguaje de scripting
de tipos dina´micos. Otros usuarios lo ven como un gran inconveniente, ya que la te´cnica no es portable a
otras bases de datos SQL.
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Figura 3.1: SQLite
3.2. Modelado de datos
De acuerdo a Ullman [Ullman, 1999], un modelo de datos es un sistema formal y abstracto que per-
mite describir los datos de acuerdo con reglas y convenios predefinidos. Es formal pues los objetos del
sistema se manipulan siguiendo reglas perfectamente definidas y utilizando exclusivamente los operado-
res definidos en el sistema, independientemente de lo que estos objetos y operadores puedan significar.
Segun Silberschatz [Silberschatz, 1998], un modelo de datos es una combinacio´n de tres componen-
tes:
1. Una coleccio´n de estructuras de datos, los bloques constructores de cualquier base de datos que
conforman el modelo.
2. Una coleccio´n de operadores o reglas de inferencia, los cuales pueden ser aplicados a cualquier
instancia de los tipos de datos listados en el punto anterior, que permiten consultar o derivar datos
de cualquier parte de estas estructuras en cualquier combinacio´n deseada
3. Una coleccio´n de reglas generales de integridad, las cuales, explı´cita o implı´citamente, definen
un conjunto de estados consistentes estas reglas algunas veces son expresadas como reglas de
insertar-actualizar-borrar
En paralelo al disen˜o del sistema se ha desarrollado el modelo de base de datos.
3.2.1. Modelo entidad / relacio´n
Los diagramas entidad / relacio´n [Chen, 1976], a veces denominado por su siglas E-R, son una he-
rramienta para el modelado de datos de un sistema de informacio´n. Estos diagramas expresan entidades
relevantes para un sistema de informacio´n, sus interrelaciones y propiedades.
Los diagramas E-R son un lenguaje gra´fico para describir conceptos. Informalmente, son simples
dibujos o gra´ficos que describen la informacio´n que trata un sistema de informacio´n y el software que lo
automatiza.
Los elementos de dicho lenguaje (Figura 3.2) se describen a continuacio´n, por orden de importancia:
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(a) Entidad (b) Relacio´n
(c) Jerarquı´a (d) Atributo compuesto
(e) Atributo (f) Identificador
(g) Relacio´n N:N (h) Relacio´n 1:M
Figura 3.2: Elementos de modelo entidad / relacio´n
Entidades: Una entidad es cualquier objeto discreto sobre el que se tiene informacio´n. Se represen-
ta mediante un recta´ngulo o caja etiquetada en su interior mediante un nombre (Figura 3.2a).
Ejemplos de entidades habituales en los sistemas de informacio´n son: factura, persona, albara´n,
empleado, etc.
Relaciones: Una relacio´n describe cierta interdependencia (de cualquier tipo) entre una o ma´s entida-
des. Se representa mediante un rombo etiquetado en su interior mediante un verbo (Figura 3.2b).
Adema´s, dicho rombo debe unirse mediante lı´neas con las entidades que relaciona. Una relacio´n no
tiene sentido sin las entidades que relaciona. Por ejemplos una persona (entidad) trabaja (relacio´n)
para un departamento (entidad).
Las relaciones entre dos entidades se denominan binarias, las relaciones entre tres entidades se
denominan ternarias, y las relaciones entre cuatro o ma´s entidades se denominan mu´ltiples. Las
relaciones mu´ltiples son poco frecuentes, mientras que las relaciones binarias son habituales en
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cualquier problema.
Tambie´n son posibles las relaciones reflexivas donde una entidad se relaciona consigo misma.
Esto significa que una instancia de una entidad se relaciona con otra instancia distinta de la misma
entidad. Por ejemplo: una persona (entidad) contrae matrimonio (relacio´n) con otra persona (la
misma entidad).
Atributos: Los atributos son propiedades relevantes propias de una entidad. Se representan mediante
un cı´rculo o elipse etiquetado mediante un nombre en su interior (Figura 3.2e). Cuando un atributo
es identificativo de la entidad se suele subrayar dicha etiqueta.
Por motivos de legibilidad, los atributos no suelen representarse en un diagrama entidad-relacio´n,
sino que se describen textualmente en otros documentos adjuntos.
Los atributos describen informacio´n u´til sobre las entidades. En particular, los atributos identifi-
cativos son aquellos que permiten diferenciar a una instancia de la entidad de otra distinta. Por
ejemplo, el atributo identificativo que distingue a un empleado de otro es su nu´mero de la Seguri-
dad Social.
El modelado de datos no acaba con el uso de esta te´cnica. Son necesarias otras te´cnicas para lograr
un modelo directamente implementable en una base de datos.
Simplificacio´n de relaciones mu´ltiples en binarias, o ternarias en los casos apropiados.
Normalizacio´n de relaciones (algunas relaciones pueden transformarse en atributos y viceversa).
Conversio´n a tablas (en caso de utilizar una base de datos relacional. Este caso se vera´ ma´s deteni-
damente en el siguiente punto).
3.2.2. Paso a tablas
Todo diagrama E-R se representa mediante una coleccio´n de tablas para su implementacio´n en el
gestor apropiado.
Para cada una de las entidades y relaciones existe una tabla u´nica a la que se le asigna como nombre
el del conjunto de entidades y de las relaciones respectivamente, cada tabla tiene un nu´mero de columnas
que son definidas por la cantidad de atributos y las cuales tienen el nombre del atributo.
Representacio´n tabular de los conjuntos de entidades fuertes. Sea E un conjunto de entidades fuertes
con los atributos descriptivos {a1,a2, · · · ,an}. Esta entidad se representa mediante una tabla lla-
mada E con n columnas distintas, cada una de las cuales corresponde a uno de los atributos de E.
Cada fila de la tabla corresponde a una entidad del conjunto de entidades E.
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Se puede an˜adir una nueva entidad a la base de datos insertando una fila en una tabla. Tambie´n se
pueden borrar o modificar las filas.
Representacio´n tabular de los conjuntos de entidades de´biles. Sea A un conjunto de entidades de´biles
con los atributos {a1,a2, · · · ,am}. Sea B el conjunto de entidades fuertes del que A depende. Sea la
clave primaria de B el conjunto de atributos {b1,b2, · · · ,bm}. Se representa el conjunto de entidades
A mediante una tabla llamada A con una columna por cada uno de los atributos del conjunto:
{a1,a2, · · · ,am}∪{b1,b2, · · · ,bm}.
Representacio´n tabular de los conjuntos de relaciones. Sea R un conjunto de relaciones, sean {a1,a2, · · · ,am}
el conjunto de atributos formados por la unio´n de las claves primarias de cada uno de los conjuntos
de entidades que participan en R, y sean {b1,b2, · · · ,bm} los atributos descriptivos de R (si los hay).
El conjunto de relaciones se representa mediante una tabla llamada R con una columna por cada
uno de los atributos del conjunto: {a1,a2, · · · ,am}∪{b1,b2, · · · ,bm}.
Para cada conjunto de entidades de la base de datos y para cada conjunto de relaciones de la base de
datos hay una u´nica tabla a la que se asigna el nombre del conjunto de entidades o del conjunto de rela-
ciones correspondiente. Cada tabla tiene varias columnas, cada una de las cuales tiene un nombre u´nico.
Las restricciones especificadas en un diagrama E-R, tales como las claves primarias y las restricciones de
cardinalidad, se corresponden con restricciones sobre las tablas generadas a partir del diagrama E-R.
Las restricciones especificadas en un diagrama E-R, tales como las claves primarias y las restricciones
de cardinalidad, se corresponden con restricciones sobre las tablas generadas a partir del diagrama E-R.
3.3. Seguridad en la base de datos
Las bases de datos normalmente son accedidas por varios usuarios por lo que el SGBD debe propor-
cionar te´cnicas que permitan restringir a algunos usuarios o grupos de usuarios el acceso a determinadas
partes de la base de datos. Esto es especialmente importante cuando se trata de organizaciones que cuen-
tan con una gran base de datos que almacena los datos de distintas secciones de la organizacio´n. Para
ello, los SGBD suelen contar con un subsistema de seguridad y autorizacio´n que asegura la seguridad de
la base de datos frente accesos no autorizados. Estos mecanismos de seguridad suelen ser de dos tipos:
Mecanismos de seguridad discrecionales. Permiten conceder privilegios a los usuarios de la base de
datos.
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Mecanismos de seguridad obligatorios. Permiten definir varios niveles de seguridad para los objetos de
la base de datos, de forma que los usuarios pueden utilizar so´lo los elementos que esta´n en su nivel
de seguridad o inferior.
Otro problema de seguridad es el de evitar que personas no autorizadas tengan acceso al SGBD. El
mecanismo de seguridad de un SGBD debe incluir formas que permitan restringir el acceso al sistema,
e´sa funcio´n se denomina control de acceso y esta´ basado en el uso de cuentas de usuario.
El administrador de la base de datos (DBA) es la persona responsable de la base de datos y entre sus
obligaciones se encuentra la de conceder privilegios a los usuarios que necesitan utilizar el sistema. El
DBA tiene una cuenta de superusuario que ofrece privilegios no disponibles para las cuentas convenciona-
les. Entre estos privilegios se encuentran el de creacio´n de cuentas, concesio´n y revocacio´n de privilegios,
y asignacio´n de niveles de seguridad.
De esta forma, todas las personas que deseen acceder a la base de datos, tendra´n que solicitar al
DBA la creacio´n de una cuenta de usuario con un nombre de usuario y una contrasen˜a. El usuario uti-
lizara´ estos datos y podra´ acceder a la base de datos siempre que el SGBD valide dicha conexio´n. El
SGBD podra´ guardar todas las operaciones que se realicen sobre la base de datos, de forma que se puedan
detectar anomalı´as en el acceso o en la modificacio´n de los datos. Estas operaciones son guardadas en
el registro del sistema (log) y el nu´mero de entradas correspondientes a operaciones realizadas sobre la





En algunos casos la generacio´n de una aplicacio´n software consiste en la codificacio´n del programa
y, en casos ma´s avanzados, un pequen˜o documento resumiendo la funcionalidad del co´digo. Esta falta de
formalizacio´n del proceso produce sistemas poco robustos y difı´ciles de mantener. Segu´n se incrementa
el taman˜o del programa, al an˜adir nueva funcionalidad, resulta cada vez ma´s complicado comprender el
funcionamiento del sistema, debido a las mu´ltiples interrelaciones existentes entre los distintos compo-
nentes que quedan adema´s completamente ocultas en el co´digo.
El problema se agrava cuando en el desarrollo del sistema interviene un grupo de personas o es nece-
sario que alguien utilice la funcionalidad implementada. Al no existir documentacio´n suficiente sobre el
proceso de desarrollo del sistema, son necesarias reuniones para aclarar la funcionalidad y la aparicio´n
de continuas inconsistencias que ocasionan grandes pe´rdidas de tiempo. En estas condiciones es posible
que la realizacio´n del sistema sea inviable. Para evitar estos problemas es necesario seguir un proceso de
desarrollo en el cual se definan los hitos intermedios que deben alcanzarse hasta la obtencio´n del sistema
total. Segu´n se avanza en el proceso se obtiene el sistema y un conjunto de productos auxiliares (habi-
tualmente documentacio´n) que permiten definir de forma completa dicho sistema, permitiendo a terceras
personas comprender su funcionamiento y, por tanto, facilitar la inclusio´n de nuevos componentes en el
grupo de desarrollo o que terceros puedan utilizar el software desarrollado.
Asimismo se facilita el establecimiento de puntos de control para verificar la correccio´n del sistema
en cada hito y tomar las acciones correctoras oportunas lo antes posible.
En la Figura 4.1 se muestra una visio´n general del proceso de desarrollo. En primer lugar, esta´n las
necesidades, expresadas como requisitos del sistema, es decir, el problema que el sistema debe resolver,
por otro lado, esta´ toda la lo´gica de la aplicacio´n, es decir, todo el mecanismo que se va a llevar a cabo
para realizar el proyecto. En esta parte se utilizara´n una serie de tecnologı´as y lenguajes.
– 33 –
4. Proceso de desarrollo
Por u´ltimo ,se tendra´ el resultado final que, en este caso, es una aplicacio´n vı´a web, la cual estara´ pre-




Figura 4.1: Elementos de la aplicacio´n
4.1. Ciclo de vida
El ciclo de vida determina las fases que deben llevarse a cabo para la realizacio´n del proyecto desde
que se plantea el problema (habitualmente por parte del cliente) hasta que es resuelto por un sistema
informa´tico. Los ciclos de vida suelen asociarse al proceso de desarrollo software pero, debido a la
evolucio´n de los sistemas informa´ticos, actualmente tienden a aplicarse a todo el proceso del desarrollo
informa´tico. Existen mu´ltiples ciclos de vida que abarcan diversos problemas segu´n sus caracterı´sticas.
Por ello tambie´n existen diversas clasificaciones, siendo una de las posibles la clasificacio´n por el grado
de incertidumbre que admiten.
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Figura 4.2: Clasificacio´n de la incertidumbre
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4.1.1. Ciclos de vida de referencia
En la Figura 4.2, se plantean los ciclos de vida ma´s usuales que mejor se adaptan a las caracterı´sticas
del sistema a desarrollar. Estos ciclos de vida se estructuran en diversas fases que pueden usarse de
referencia para posteriores desarrollos, aunque es necesario tener un conocimiento suficiente de cada
uno de ellos para poder utilizarlos de forma adecuada.
4.1.1.1. Secuencial o en cascada
Se trata de la primera formalizacio´n del proceso de desarrollo software propuesta por Royce [Royce,
1970], introduciendo una cierta disciplina en la ingenierı´a del software que permite corregir algunas
deficiencias como la pronta codificacio´n sin ana´lisis y disen˜o.









Figura 4.3: Ciclo de vida secuencial
Modela el ciclo de vida cla´sico (ingenierı´a del sistema, ana´lisis, disen˜o, codificacio´n, pruebas y
mantenimiento) con un enfoque secuencial en el que cada fase es completamente finalizada antes de
comenzar la siguiente. Esto es posible u´nicamente si el sistema a desarrollar esta fijo desde el inicio, es
decir, los requisitos son estables.
Debido a la evolucio´n de las tecnologı´as y el mayor taman˜o de los proyectos junto a la aparicio´n
de requisitos variables, se introduce una re-alimentacio´n al finalizar cada fase que palia levemente los
problemas del ciclo de vida en estas circunstancias. A pesar de la re-alimentacio´n, el ciclo de vida es
bastante inflexible, siendo muy complicado introducir cambios de forma sencilla en el sistema.
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4.1.1.2. Prototipado
El prototipado [Gomma, 1995], surge como respuesta a los requisitos variables producidos por la
existencia de partes mal definidas o mal comprendidas. Para esas partes se construye un prototipo, que
puede ser en papel o computadora, centrado en la interfaz hombre-sistema, en alguna funcionalidad o











Figura 4.4: Ciclo de vida prototipado
Una variacio´n de este ciclo de vida es el prototipado ra´pido, en el cual se crea un primer prototipo
que es utilizado en las primeras fases para analizar las necesidades del cliente y extraer de esta forma
los requisitos de partes no definidas. Es deseable poder evolucionar este primer prototipo para generar el
sistema final, aunque no siempre es posible o rentable.
El uso de prototipos se ha incluido como una fase ma´s en otros ciclos de vida. Esta te´cnica, como
herramienta de ana´lisis, es muy aconsejable para evitar el rechazo del cliente o cuando la interfaz de
usuario sea una parte muy importante del sistema.
4.1.1.3. Espiral
El ciclo de vida en espiral [Boehm, 1981], se basa en sucesivos ciclos de experimentacio´n y aprendi-
zaje, a trave´s de los cuales se incrementa la funcionalidad, dando lugar a sucesivas versiones del software
cada vez ma´s completas.
La primera iteracio´n se centra en la parte fundamental del sistema y las sucesivas iteraciones cons-
truyen el sistema, sobre la base formada por los ciclos previos, de forma incremental.
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Figura 4.5: Ciclo de vida en espiral
En cada ciclo se plantean cuatro fases (planificacio´n, ana´lisis de riesgos, ingenierı´a y evaluacio´n) que
recubren e incrementan las tradicionales. Al incluir en cada ciclo el ana´lisis de riesgos y la evaluacio´n
junto al desarrollo incremental, es posible responder a los distintos riesgos que plantea la existencia de
incertidumbre en los desarrollos tomando las acciones correctoras necesarias.
Basa´ndose en este esquema de sucesivas iteraciones surgen dos modelos:
Incremental: Debido a las necesidades variables, el problema no se trata como un todo, sino que se
realiza el desarrollo completo de un subconjunto y seguidamente se construye sobre este otro
subconjunto, incrementando ası´ el sistema.
Evolutivo: Al igual que el incremental, se plantea un desarrollo por fases, pero en este caso variando
lo realizado, mientras que crece poco a poco hasta lograr el sistema requerido. Su mayor incon-
veniente es que se plantea desde un inicio la modificacio´n de lo realizado en las primeras fases.
El ciclo de vida evolutivo permite un desarrollo ma´s flexible que el incremental, puesto que per-
mite realizar una bu´squeda de la solucio´n retracta´ndose (modificando) cuando se detecta una gran
desviacio´n entre el sistema desarrollado y el requerido.
Un enfoque erro´neo del desarrollo en espiral es considerar que cada ciclo equivale a una cascada.
La cascada avanza todo el desarrollo, por lo que es imposible realizar ajustes correctivos puesto que ya
ha sido desarrollada toda la fase para todo el sistema. La espiral por su parte solo realiza una parte del
sistema, que puede incluso no ser ninguna actividad de ingenierı´a de software como aprender nuevas
te´cnicas.
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4.1.2. Ciclo de vida empleado
Debido a las caracterı´sticas del sistema, se plantea, por lo tanto, un ciclo de vida con incertidumbre
media y, ma´s concretamente, el ciclo de vida incremental, con el que se creara´ el sistema partiendo de
sus piezas base hasta obtener el sistema completo.
Al plantear el desarrollo de esta manera, es posible admitir cierto grado de incertidumbre, facili-
tando la absorcio´n de pequen˜os cambios en el mismo como se vera` ma´s adelante en la descripcio´n del
desarrollo.
Los principales riesgos a priori del sistema son:
Desconocimiento de las nuevas te´cnicas, lo que conlleva un periodo de aprendizaje y adaptacio´n.
Posibles variaciones en las especificaciones, que repercutira´n en el resto del sistema
4.2. Metodologı´a orientada a objetos
Cuando se va a construir un sistema software es necesario conocer un lenguaje de programacio´n, pero
con eso no basta. Si se quiere que el sistema sea robusto y mantenible es necesario que el problema sea
analizado y la solucio´n sea cuidadosamente disen˜ada. Se debe seguir un proceso robusto, que incluya las
actividades principales. Si se sigue un proceso de desarrollo que se ocupa de plantear co´mo se realiza el
ana´lisis y el disen˜o, y co´mo se relacionan los productos de ambos, entonces la construccio´n de sistemas
software va a poder ser planificable y repetible, y la probabilidad de obtener un sistema de mejor calidad
al final del proceso aumenta considerablemente, especialmente cuando se trata de un equipo de desarrollo
formado por varias personas.
Para este proyecto se va a utilizar el me´todo de desarrollo orientado a objetos que propone Craig
Larman [Larman, 1999]. Este proceso no fija una metodologı´a estricta, sino que define una serie de
actividades que pueden realizarse en cada fase, las cuales deben adaptarse segu´n las condiciones del
proyecto que se este´ llevando a cabo. Las fases que se plantean son:
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3. Instalacio´n
La notacio´n que se usa para los distintos modelos, tal y como se ha dicho anteriormente, es la propor-
cionada por UML, que se ha convertido en el esta´ndar de facto en cuanto a notacio´n orientada a objetos.
El uso de UML permite integrar con mayor facilidad en el equipo de desarrollo a nuevos miembros y
compartir con otros equipos la documentacio´n, pues es de esperar que cualquier desarrollador versado
en orientacio´n a objetos conozca y use UML (o se este´ planteando su uso).
El enfoque que toma es el de un ciclo de vida iterativo incremental, el cual permite una gran fle-
xibilidad a la hora de adaptarlo a un proyecto y a un equipo de desarrollo especı´ficos. El ciclo de vida
esta´ dirigido a la interfaz hombre - ma´quina. Ası´ no se pierde de vista la motivacio´n principal que deberı´a
estar en cualquier proceso de construccio´n de software: el resolver una necesidad del usuario/cliente.
4.2.1. Disen˜o orientado a objetos
El proceso a seguir para realizar desarrollo orientado a objetos es complejo. Este proceso esta´ forma-
do por una serie de actividades y sub-actividades, cuya realizacio´n se va repitiendo en el tiempo aplicadas
a distintos elementos.
En este apartado se va a presentar una visio´n general para poder tener una idea del proceso a alto
nivel. Las tres fases al nivel ma´s alto son las siguientes:
Planificacio´n y Especificacio´n de Requisitos: Planificacio´n, definicio´n de requisitos, construccio´n de
prototipos.
Construccio´n: La construccio´n del sistema. Las fases dentro de esta etapa son las siguientes:
Disen˜o de Alto Nivel: Se analiza el problema a resolver desde la perspectiva de los usuarios
y de las entidades externas que van a solicitar servicios al sistema.
Disen˜o de Bajo Nivel: El sistema se especifica en detalle, describiendo co´mo va a funcionar
internamente para satisfacer lo especificado en el Disen˜o de Alto Nivel.
Implementacio´n: Se lleva lo especificado en el Disen˜o de Bajo Nivel a un lenguaje de pro-
gramacio´n.
Pruebas: Se llevan a cabo una serie de pruebas para corroborar que el software funciona
correctamente y que satisface lo especificado.
Instalacio´n: La puesta en marcha del sistema en el entorno previsto de uso.
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Figura 4.6: Fases del Proceso Unificado
De ellas, la fase de construccio´n es la que va a consumir la mayor parte del esfuerzo y del tiempo
en un proyecto de desarrollo. Para llevarla a cabo se va adoptar un enfoque iterativo, tomando en cada
iteracio´n un subconjunto de los requisitos (agrupados segu´n casos de uso) y lleva´ndolo a trave´s del disen˜o
de alto y bajo nivel hasta la implementacio´n y pruebas, tal y como se muestra en la Figura 4.6.
El sistema va creciendo incrementalmente en cada ciclo. Con esta aproximacio´n se consigue dismi-
nuir el grado de complejidad que se trata en cada ciclo, y se tiene pronto en el proceso una parte del
sistema funcionando que se puede contrastar con el usuario/cliente.
4.2.2. Unified Modeling Lenguage (UML)
UML es un lenguaje que permite modelar, construir y documentar los elementos que forman un sis-
tema software orientado a objetos ([Ferre´ Grau, 2003]). Se ha convertido en el esta´ndar de facto de la
industria, debido a que ha sido impulsado por los autores de los tres me´todos ma´s usados de orienta-
cio´n a objetos: Grady Booch, Ivar Jacobson y Jim Rumbaugh. Estos autores fueron contratados por la
empresa Rational Software Co, para crear una notacio´n unificada en la que basar la construccio´n de sus
herramientas CASE. En el proceso de creacio´n de UML han participado, no obstante, otras empresas de
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gran peso en la industria como Microsoft, Hewlett-Packard, Oracle o IBM, ası´ como grupos de analistas
y desarrolladores.
Esta notacio´n ha sido a´mpliamente aceptada debido al prestigio de sus creadores y debido a que
incorpora las principales ventajas de cada uno de los me´todos particulares en los que se basa (principal-
mente Booch,OMT y OOSE). UML ha puesto fin a las llamadas guerras de me´todos que se han mantenido
a lo largo de la de´cada de los 90, en las que los principales me´todos sacaban nuevas versiones que in-
corporaban las te´cnicas de los dema´s. Con UML se fusiona la notacio´n de estas te´cnicas para formar






















Figura 4.7:Modelado con UML
Hay que destacar que UML solamente es una notacio´n para sistemas orientados a objetos que facilita
la comunicacio´n e integracio´n de diversos grupos de desarrollo. No esta ligado a ningu´n ciclo de vida o
lenguaje de desarrollo.
4.2.3. Object Oriented Web Solution (OOWS)
Hoy en dı´a, con la ra´pida expansio´n de Internet y los avances en el a´rea de las tecnologı´as web,
han surgido un nuevo tipo de aplicaciones en estos entornos, cada vez ma´s complejas y dina´micas,
comu´nmente conocidas como aplicaciones web. Adema´s, debido al acelerado crecimiento y la alta com-
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petitividad de las actividades comerciales en la Red, estos sistemas son construidos en periodos de tiempo
muy cortos, sin el apoyo de herramientas de trabajo adecuadas y utilizando soluciones ad-hoc, lo que
esta´ llevando a construir sistemas software de baja calidad y de difı´cil mantenimiento y evolucio´n.
En los u´ltimos an˜os han surgido gran cantidad de aproximaciones metodolo´gicas (OOHDM, WebML,
UWE, WSDM, AutoWeb, etc.) que intentan ayudar en la sistematizacio´n de la construccio´n de soluciones en
ambientes Web, proporcionando mecanismos de abstraccio´n que faciliten la conceptualizacio´n y el desa-
rrollo de estos sistemas. Estos mecanismos permiten especificar caracterı´sticas hipermediales, (’hiper’
+ media’, es decir, navegacio´n + multimedia) y funcionales, dando soporte a la gestio´n de usuarios (di-
ferentes tipos, adaptacio´n, personalizacio´n, etc.). Adema´s, se esta´n intentando definir marcos de trabajo
integrados que proporcionen herramientas adecuadas para dar soporte a la construccio´n de estos sistemas
en todas sus fases. Como resultado de estos trabajos, surge lo que tambie´n hoy en dı´a esta´ acun˜ado como
Ingenierı´a web.
La intencio´n es definir un me´todo de desarrollo que permita especificar sistemas software para am-
bientes web que capture las necesidades de estos sistemas web, mediante especificaciones conceptuales
y permita obtener prototipos operacionales a partir de estas especificaciones de manera automa´tica.
Para conseguirlo, se ha extendido un me´todo orietnado a objetos existente, OO-Method, que permite
capturar las propiedades funcionales del sistema que se consideran relevantes para construir una especifi-
cacio´n textual OO y formal de manera automa´tica. En este contexto se han concentrado muchos esfuerzos
hacia el desarrollo de nuevos modelos para enriquecer este me´todo de produccio´n de software orientado
a objetos con la expresividad necesaria para especificar caracterı´sticas navegacionales y de presentacio´n
de informacio´n orientadas a las aplicaciones web.
Estas especificaciones formales constituyen un repositorio de informacio´n de alto nivel del sistema
que sera´ utilizado como entrada a un compilador de modelos conceptuales, que utilizando una estrategia
de traduccio´n basada en patrones (de la especificacio´n a la implementacio´n), hacen posible la cons-
truccio´n de una implementacio´n operacional, generando un prototipo del sistema completo (incluyendo
caracterı´sticas esta´ticas y dina´micas) en la plataforma destino del sistema. Esta extensio´n del me´todo
OO-Method con capacidades navegacionales y de presentacio´n es lo que llamamos OOWS.
4.2.4. Modelo de Navegacio´n
En este punto, se deben captar los requisitos de navegacio´n de la aplicacio´n. Para ello, se introduce
el modelo de navegacio´n que permite dar una vista navegacional (mapa navegacional) sobre el diagrama
de clases de OO-Method para cada tipo de usuario que pueda interactuar con el sistema.
Esta vista proporcionara´ una estructura de accesibilidad (definiendo el conjunto posible de caminos
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de navegacio´n) en funcio´n del tipo de usuario. Ası´ la sema´ntica navegacional de las aplicaciones web se
captura en funcio´n de cada agente del sistema identificado, permitiendo una personalizacio´n a nivel de
modelado conceptual del acceso en funcio´n de las necesidades de cada tipo de usuario. Para construir
este modelo, se realizan 2 tareas:
1. Clasificacio´n e Identificacio´n de usuarios. Se realiza un estudio de los diferentes potenciales tipos
de usuario que pueden interactuar con el sistema y sus interrelaciones.
2. Construccio´n de los mapas navegacionales. Para cada usuario detectado, se construye su vista
navegacional del sistema (basado en el modelo del dominio definido previamente).
4.2.5. Modelo de Presentacio´n
Una vez definido el modelo de navegacio´n es necesario especificar las caracterı´sticas de presentacio´n
del sistema. Para este propo´sito se introduce el modelo de presentacio´n, que complementa la informacio´n
capturada en el modelo de navegacio´n. Este modelo utiliza los nodos o contextos navegacionales como







Ana´lisis de requisitos del sistema
El desarrollo de cualquier sistema software no consiste u´nicamente en la codificacio´n del programa,
aunque sea una de las fases mas importantes, sino que existen mu´ltiples tareas que deben ser desarrolladas
paralelamente si se desea un sistema robusto y de fa´cil mantenimiento y con garantı´as de finalizacio´n en
el tiempo y coste estimados. Para determinar las tareas que deben de ser llevadas a cabo es necesario
seguir un proceso de desarrollo software, adapta´ndolo segu´n se estime conveniente al proyecto en el cual
se aplique.
Una de estas tareas es la documentacio´n. La documentacio´n asociada al proyecto debe permitir co-
nocer en todo momento el estado en el que se encuentra el sistema pero su generacio´n no debe ser una
sobrecarga innecesaria durante el desarrollo.
El primero de los documentos a desarrollar es la especificacio´n de requisitos software. Este documen-
to tiene como objetivo definir, de forma clara y no ambigua, las caracterı´sticas y cualidades del sistema
software a desarrollar, siendo el punto de partida del proyecto y el contrato con el cliente. El documento
redactado para tal propo´sito sigue una normativa esta´ndar [IEEE 830.1998].
Como se indico´ en la Seccio´n 4.1, se ha empleado un ciclo en espiral realizando varias iteraciones.
En alguna de ellas los requisitos fueron alterados por lo que se expone el conjunto final de requisitos tras
todas las iteraciones realizadas.
Los requisitos se han dividido en bloques sema´nticos: Funcionalidad, requisitos tecnolo´gicos y res-
tricciones del sistema. Cada requisito es numerado para facilitar la trazabilidad.
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El sistema debera´ pedir autenticacio´n. Se validara´ el acceso mediante el usuario y la contrasen˜a. En
el caso de que un usuario sea completamente nuevo para el sistema debe registrarse antes de acceder a
las funcionalidades del mismo.
Si un usuario se autentica correctamente, abre una sesio´n con el sistema. Una vez autenticado apare-
cera´ una pantalla con todas las operaciones disponibles. Dependiendo de los roles que tenga la persona
asignados se mostrara´n unas operaciones u otras.
5.1.2. Gestio´n de usuarios
Requisito 5.1.2
Tipos de Usuarios
En el sistema, van a ver tres tipos de usuarios: el coordinador, el conductor y el profesor. Cada uno
de ellos tendra´ una serie de funcionalidades que se pueden ver en la Tabla 5.1.
Funcionalidades Coordinador Profesor Conductor
Alta usuario Si No No
Baja usuario Si No No
Ver usuarios Si No No
Alta colegio Si No No
Alta visita Si No No
Alta persona de contacto Si No No
Listar colegios Si No No
Alta visita Si No No
Buscar visita Si Si Si
Tabla 5.1: Funcionalidades asignadas a los roles
Requisito 5.1.3
Registrar usuarios
El sistema debe permitir dar de alta a los usuarios para que estos puedan acceder al sistema. Esta





Los coordinadores del sistemas podra´n cambiar cualquier perfil de los usuarios registrados. Un usua-
rio ordinario solo podra´ cambiar su contrasen˜a.
Requisito 5.1.5
Eliminar usuarios existentes
Los coordinadores pueden eliminar los perfiles de sus usuarios. Realmente, eliminar el usuario es
inhabilitar su acceso al sistema, puesto que la informacio´n no se eliminara´ realmente. El coordinador
podra´ rehabilitar a un usuario.
Los usuarios no podra´n borrar su propio perfil.
Requisito 5.1.6
Listar usuarios
El sistema debera´ ser capaz de listar a todos los usuarios de cada facultad. En esa lista se mostrara´n
tanto los usuarios activos y inactivos.
Requisito 5.1.7
Dar de alta a personas de contacto
Los coordinadores del sistema deben poder dar de alta a personas de contacto para los colegios, cada
colegio puede tener mas de una persona de contacto. Una persona de contacto solamente estara´ asociada
a un u´nico colegio.
Requisito 5.1.8
Modificar personas de contacto
Los coordinadores del sistemas podra´n modificar los perfiles de las personas asociadas a los colegios.
Requisito 5.1.9
Eliminar personas de contacto
Los coordinadores del sistema podra´n dar de baja a personas de contacto de un colegio. Al igual que
con los usuarios, no se borra su perfil sino que se desactiva.
5.1.3. Gestio´n de grupos
Requisito 5.1.10
Dar de alta grupos
Los coordinadores del sistema deben poder dar de alta a grupos de usuarios. Cada grupo que se cree
en el sistema solamente podra´ estar asociado a una sola facultad.
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Requisito 5.1.11
Asignar operaciones a los grupos
Los coordinadores del sistema debera´n poder asignar operaciones a grupos, modificar operaciones
del grupo y eliminar operaciones el grupo.
Requisito 5.1.12
Modificar grupos
Los coordinadores del sistema podra´n modificar los perfiles de sus grupos.
Requisito 5.1.13
Eliminar grupos
Los coordinadores del sistema podra´n eliminar grupos del sistema. Este grupo no se borra realmente
de la base de datos, lo que ocurre es que se desactiva para que no se muestre en el sistema.
Cuando se borra un grupo no se puede volver a activar, como pasa con los usuarios borrados.
5.1.4. Gestio´n de colegios
Requisito 5.1.14
Dar de alta colegios
Los coordinadores del sistema deben poder dar de alta a colegios dentro del sistema.
Requisito 5.1.15
Asignar facultades a colegios
Los coordinadores del sistema podra´n asignar facultades a colegios, cambiar la facultad asociada al




Los coordinadores del sistema podra´n modificar los perfiles que tienes los colegios en el sistema.
Requisito 5.1.17
Eliminar colegios
Los coordinadores del sistema podra´n eliminar colegios en el sistema.
Requisito 5.1.18
Buscar colegios
1E´ste requisito no se encuentra totalmente implementado. Actualmente el sistema asigna facultades a colegios, quedando
las siguientes condiciones como lı´neas futuras
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El sistema debera´ permitir hacer una bu´squeda de colegios por distintos para´metros, tanto a los
coordinador como a todos los usuarios que tengan permisos para ello.
Requisito 5.1.19
Listar Colegios
El sistema debera´ permitir listar todos los colegios del sistema, tanto a los coordinador como a todos
los usuarios que tengan permisos para ello.
5.1.5. Gestio´n de visitas
Requisito 5.1.20
Dar de alta visitas
Los coordinadores del sistema deben poder dar de visitas a colegios dentro del sistema.
Requisito 5.1.21
Modificar una visita
Los coordinadores del sistema podra´n modificar los datos de una visita creada en el sistema
Requisito 5.1.22
Eliminar visitas
Los coordinadores del sistema podra´n eliminar una visita en el sistema.
Requisito 5.1.23
Buscar visitas




El sistema debera´ llevar un control de usuarios mediante el mecanismo de ACL.
Requisito 5.2.2
Independencia de la base de datos




5. Ana´lisis de requisitos del sistema
El sistema debera´ generar informes sobre visitas y cartas para colegios2..
5.3. Restricciones del Sistema
Requisito 5.3.1
Sistema modulable y extensible




El sistema debera´ ser suficientemente ra´pido y eficaz.
Requisito 5.3.3
Acceso al sistema
El sistema no permitira´ el acceso a las personas de contactos de los distintos colegios.
2E´ste requisito no se encuentra totalmente implementado. Actualmente el sistema permite rellenar informes y almacenarlos
en la base de datos, pero no tiene implementado ningu´n mecanismo para generarlo, por ejemplo, a PDF.
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Disen˜o de la Aplicacio´n
El propo´sito del disen˜o es de crear una arquitectura para la naciente implementacio´n, [...]
el disen˜o arquitectural so´lo puede comenzar una vez que el equipo tenga un entendimiento
razonable de los requerimientos del sistema. [...] El disen˜o, como el ana´lisis, nunca termina
realmente hasta que el sistema final es entregado. Durante esta fase, se alcanza un cierto
grado de culminacio´n al poner en su lugar la mayorı´a de las decisiones estrate´gicas de disen˜o
y al establecer polı´ticas para diversos problemas ta´cticos. [...] El disen˜o se enfoca en la
estructura, esta´tica y dina´mica, su propo´sito principal es de crear el ’esqueleto’ concreto del
sistema sobre del cual todo el resto de la implementacio´n se basa. [Grady Booch, 1999]
Estas palabras definen claramente que´ es el disen˜o. La creacio´n de la estructura ba´sica del sistema es la
tarea clave, aunque tambie´n se buscan otras cosas, en particular patrones que simplifiquen el disen˜o y
posibilidades de reuso entre otras.
La parte disen˜o se ha dividido en dos bloques generales, por un lado esta´ el disen˜o software y por otro
el disen˜o de datos. En el disen˜o software se va a comenzar describiendo los casos de uso cuya funcio´n
es cubrir toda la funcionalidad del sistema y su interaccio´n, para continuar con el modelo del dominio
que refleja la identificacio´n de las distintas entidades necesarias, y por u´ltimo se describira´ el modelo
conceptual de la aplicacio´n web.
En la parte de disen˜o de datos, se representa el modelo entidad/relacio´n de la aplicacio´n y su paso a
tablas para la base de datos.
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6.1. Disen˜o Software
La exposicio´n del disen˜o incluye una visio´n general del sistema para posteriormente detallar los
puntos fundamentales del mismo. Como en el caso de lo requisitos, se muestra el disen˜o alcanzado tras
todas las iteraciones realizadas.
En la Figura 6.1 se muestra una visio´n general por capas de la aplicacio´n. En la parte superior se
encuentra la capa de presentacio´n, es decir, la interfaz. Esta capa se subdivide a su vez en dos capas ma´s
especı´ficas; el HTML y las plantillas Smarty. Mediante estas capas, se generan las distintas pa´ginas web.
Una capa por debajo se encuentra la lo´gica de la aplicacio´n. En esta capa se incluye toda la funcio-
nalidad de todas las operaciones que soportara´ el sistema.
Por u´ltimo se encuentra la capa de abstraccio´n de almacenamiento, que proporciona acceso a la base
de datos. Esta capa a su vez tiene subcapas, la primera de ellas; SGBD, es la encargada de definir el len-
guaje con el que se van a realizar las consultas a la base de datos, en el caso el SQL, y ma´s concretamente
SQLite. Seguidamente, hay una subcapa de abstraccio´n de la bases de datos donde se encuentra el PEAR,
y que como se puede ver en la figura esta formado por el mo´dulo DB TABLE, el PEAR DB y el MDB2.
La idea es tener una capa entre sistema y la base de datos que oculte la complejidad de la misma y
toda dependencia con ella. Si se programara usando directamente las sentencias (o funciones) que provee
el propio lenguaje, se estarı´a fuertemente vinculado al gestor de la base de datos.
6.1.1. Casos de uso
Un caso de uso describe a los actores utilizando un sistema para satisfacer un objetivo. Es una historia
o una forma particular de usar un sistema. Los casos de uso se corresponden con requisitos, en particular
requisitos funcionales.
No´tese que UML no define un formato para describir un caso de uso. Tan solo define la representacio´n
gra´fica entre actores y funcionalidad en un diagrama: el diagrama de casos de uso. Sin embargo, junto a la
representacio´n gra´fica del caso de uso, cada uno de ellos dispone de una descripcio´n textual explicativa.
En el diagrama de casos de uso (Figura 6.2) se distinguen los actores (usuarios del sistema):
Coordinador: con privilegios para controlar todas las operaciones del sistema. Esta persona tiene per-
misos para realizar cualquier operacio´n.
Profesor: encargado de realizar visitas a los distintos centros educativos.














Figura 6.1: Visio´n general del sistema
En cuanto a las funcionalidades que ofrece el sistema se dividen en grupos sema´nticos:
Gestio´n de usuarios: Incluye el alta, baja, consulta y modificacio´n de usuarios y grupos. Tambie´n in-
cluye la asignacio´n de operaciones del sistema a los grupos.
Gestio´n de colegios: Se gestiona todas las operaciones relacionadas con los colegios y de las personas
de contacto asociadas a ellos. Tambie´n incluye la asignacio´n de facultades a colegios 1.
Gestio´n de visitas: Incluye la parte de alta visita y consultar/buscar visita. Es posible consultar el cole-
gio donde se va a realizar la misma, la persona de contacto, el conductor y los informes oportunos.
1No desarrollado en esta versio´n
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Figura 6.2: Casos de uso
6.1.2. Modelo Conceptual
Una parte de la investigacio´n sobre el dominio del problema consiste en identificar los conceptos
que lo conforman. Para representar estos conceptos se usa el diagrama de estructura esta´tica de UML,
que se denomina modelo conceptual. En este modelo se representan conceptos del mundo real, no de
componentes software.
El objetivo de la creacio´n de un modelo conceptual es mejorar la comprensio´n del problema. Por
tanto, a la hora de incluir conceptos en el modelo, es mejor incluir el mayor nu´mero posible para cubrir
el mayor espectro del conocimiento del problema.
La creacio´n del modelo conceptual involucra los siguientes pasos:
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Identificar conceptos. Para identificar conceptos hay que basarse en la especificacio´n de requisitos y en
el conocimiento general acerca del dominio del problema. Otro consejo para identificar concep-
tos consiste en buscar sustantivos en los documentos de requisitos o, ma´s concretamente, en la
descripcio´n de los casos de uso.
Para nombrar los conceptos se puede usar los siguientes tres puntos:
Usar los nombres existentes en el territorio: Hay que usar el vocabulario del dominio para
nombrar conceptos y atributos.
Excluir caracterı´sticas irrelevantes: Al igual que el carto´grafo elimina caracterı´sticas no rele-
vantes segu´n la finalidad del mapa (por ejemplo, datos de poblacio´n en un mapa de carrete-
ras), un modelo conceptual puede excluir conceptos en el dominio que no son pertinentes.
No an˜adir cosas inexistentes. Si algo no pertenece al dominio del problema no se an˜ade al
modelo.
An˜adir las asociaciones. Una asociacio´n es una relacio´n entre conceptos que indica una conexio´n con
sentido y que es de intere´s. Se incluyen en el modelo las asociaciones siguientes:
Asociaciones para las que el conocimiento de la relacio´n necesita mantenerse por un cierto
perı´odo de tiempo (asociaciones ’necesita-conocer’).
Asociaciones derivadas de la lista de asociaciones tı´picas que se muestra en la Tabla 6.1.
Una vez identificadas las asociaciones se representan en el modelo conceptual con la cardinalidad
adecuada.
An˜adir los atributos. Es necesario incorporar al modelo conceptual los atributos necesarios para satis-
facer las necesidades de informacio´n. Los atributos deben tomar valor en tipos simples (nu´mero,
texto, etc.), pues los tipos complejos deberı´an ser modelados como conceptos y ser relacionados
mediante asociaciones.
Incluso cuando un valor es de un tipo simple es ma´s conveniente representarlo como concepto en
las siguientes ocasiones:
Se compone de distintas secciones. Por ejemplo: un nu´mero de tele´fono, el nombre de una
persona, etc.
Tiene operaciones asociadas, tales como validacio´n. Ejemplo: NIF.
Tiene otros atributos. Por ejemplo un precio de oferta puede tener fecha de fin.
Es una cantidad con una unidad. Ejemplo: El precio, que puede estar en pesetas o en euros.
Representarlos en un diagrama.
– 57 –
6. Disen˜o de la Aplicacio´n
Categorı´a Ejemplos
A es una parte fı´sica de B Ala - Avio´n
A es una parte lo´gica de B Artı´culoVenta - Venta
A esta´ fı´sicamente contenido en B Artı´culo - Estanterı´a
Pasajero Avio´n
A esta´ lo´gicamente contenido en B Descripcio´nArtı´culo - Cata´logo
A es una descripcio´n de B Descripcio´nArtı´culo - Artı´culo
A es un elemento en una transaccio´n o un informe B TrabajoReparacio´n - RegistroReparaciones
A es registrado/archivado/capturado en B Venta - TerminalCaja
A es un miembro de B Cajero - Supermercado
Piloto - Compan˜ı´a Aerea
A es una subunidad organizativa de B Seccio´n - Supermercado
Mantenimiento - Compan˜ı´a Aerea
A usa o gestiona B Cajero - TerminalCaja
Piloto Avio´n
A comunica con B Cliente - Cajero
EmpleadoAgenciaViajes - Pasajero
A esta´ relacionado con una transaccio´n B Cliente - Pago Pasajero - Billete
A es una transaccio´n relacionada con otra transaccio´n B Pago - Venta Reserva - Cancelacio´n
A esta´ junto a B Ciudad - Ciudad
A posee B Supermercado - TerminalCaja
Compan˜ı´a Ae´rea - Avio´n































































































































































































































































































































































































































































Figura 6.3: Diagrama del modelo conceptual
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6.1.3. Modelo de Navegacio´n del me´todo OOWS
Como se comento´ en la Subseccio´n 4.2.4, para contruir el modelo de navegacio´n se van a realizar
dos tareas; la clasificacio´n e identificacio´n de los usuarios y la contruccio´n de los mapas navegacionales.
6.1.3.1. Clasificacio´n e identificacio´n de usuarios
En esta etapa se construye un diagrama de agentes (usuarios), donde se especifican que´ tipos de
usuarios van a poder interactuar con el sistema, que´ interrelaciones existen entre ellos y cua´l va a ser su
modo de acceso al sistema.
En primer lugar se debe estudiar cua´les son los potenciales tipos de usuarios interactivos con el
sistema y crear un agente por cada uno de ellos. Una vez identificados, se debe realizar un estudio
para detectar interrelaciones entre ellos buscando propiedades comunes (acceso a funcionalidad comu´n,
visibilidad de la misma informacio´n, etc.) creando una taxonomı´a de usuarios, que permitiran reutilizar
especificaciones navegacionales. Finalmente, cada tipo de agente puede ser de dos clases distintas:
Agentes instanciables. Los agentes de este tipo constituira´n los usuarios que la aplicacio´n web
reconocera´. Pueden ser de dos tipos: (1) aquellos que necesitan identificarse en el sistema (re-
presentados con el sı´mbolo ’↑’ y (2) aquellos que pueden conectarse al sistema sin identificarse
(sı´mbolo ’?’). Para este sistema todos los usuarios necesitara´n conectarse con el sistema.
Agentes abstractos. Este tipo de agente representa a agentes sin instancias directas. Es utilizado
para llevar a cabo los mecanismos de especializacio´n.
(a) Agente abstracto (b) Agente abstracto
Figura 6.4: Diagrama de usuarios de la aplicacio´n web
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En la Figura 6.4a se puede ver el agente Personal de facultad que tiene todos los privilegios de los
internautas (de ahı´ su especializacio´n), y en la Figura 6.4b, se muestran a los coordinadores, conductores
y profesores. Todos estos usuarios precisan autenticacio´n para entrar en el sistema y compartira´n todos
ellos los mismos privilegios como personal de facultad. Sin embargo, cada uno de ellos tendra´ propieda-
des de navegacio´n diferentes al definir su mapa de navegacio´n propio.
6.1.3.2. Construccio´n de los Mapas Navegacionales
La siguiente fase consiste en construir los mapas navegacionales, uno por cada agente (usuario). Estos
mapas se definen mediante un grafo dirigido en el que los nodos representan unidades de interaccio´n
con el usuario (gra´ficamente representado usando la misma notacio´n que los paquete UML) y los arcos




















































Figura 6.5:Mapa navegacional de los agentes del sistema
La Figura 6.5a, muestra el mapa navegacional de los coordinadores. Este mapa define su visio´n del
sistema que le proporciona acceso a un conjunto de nodos navegacionales sobre usuarios, colegios y
visitas. De igual forma en las figuras Figura 6.5b y Figura 6.5cn se muestran los mapas navegaciones de
los agentes conductor y profesor, respectivamente.
Cada uno de estos nodos, donde el usuario interactu´a con el sistema, se corresponde con un contexto
navegacional. Los contextos navegacionales permiten definir una vista sobre informacio´n y funcionalidad
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definida en el diagrama de clases. Pueden ser de dos tipos:
Exploracio´n (etiquetados con una ’E’). Representan nodos alcanzables desde cualquier otro nodo.
Este tipo de contexto define unos enlaces de navegacio´n implı´citos (lı´neas discontinuas) que surgen
del agente hasta el contexto. Uno de estos enlaces pueden marcarse como default o home (con
la etiqueta ’H’), indicando que este contexto sera´ alcanzado directamente cuando el usuario se
conecte al sistema (contexto GVC home).
Secuencia (etiquetados con una ’S’). Aquellos que so´lo pueden alcanzarse a trave´s de un deter-
minado camino de navegacio´n.
En el disen˜o de aplicaciones web complejas surge la necesidad de poder organizar o estructurar los
distintos contextos navegacionales que se hayan definido. Para ello se introduce una nueva primitiva,
el subsistema de navegacio´n. Los subsistemas de navegacio´n (estereotipados con la palabra reservada
((subsystem))) permiten realizar una agrupacio´n lo´gica de contextos navegacionales u otros subsistemas
de navegacio´n que esta´n estrechamente relacionados entre sı´ y que comparten propiedades navegacio-
nales (ver Figura 6.5a, subsistemas colegio, usuario, visita). De la misma manera que los contextos
navegacionales, los subsistemas de navegacio´n pueden ser de dos tipos, de exploracio´n o de secuencia,
segu´n su alcanzabilidad.
Los enlaces navegacionales (arcos del grafo) representan la alcanzabilidad entre nodos navegacio-
nales, indicando los caminos navegacionales va´lidos por el sistema para un determinado usuario. Para
acceder al sisitema, el usuario debera´ identificarse como coordinador, conductor o profesor.
Figura 6.6: Estructura del subsistema USUARIO
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En la Figura 6.6 se muestra el contenido del subsistema usuario. Este subsistema contiene tres con-
textos de exploracio´n mediante los cuales se puede dar de alta a usuarios en el sistema, dar de alta a
















Figura 6.7: Estructura del subsistema COLEGIO
En la Figura 6.7 se muestra el contenido del subsistema colegio. Este subsistema contiene cuatro
contextos de exploracio´n mediante los cuales se puede dar de alta a un colegio, dar de alta una visita, dar
de alta una persona de contacto y por u´ltimo listar todos los colegios del sisitema.
Figura 6.8: Estructura del subsistema VISITA
En la Figura 6.8 se muestra el contenido del subsistema visita. Este subsistema contiene dos contextos
de exploracio´n mediante los cuales se puede dar de alta una visita y realizar una busqueda de las visitas
del sistema.
Una vez se ha definido la navegacio´n de cada uno de los agentes detectados, mediante sus respectivos
mapas navegacionales, el siguiente paso a realizar consiste en la definicio´n de los contextos navegacio-
nales.
En la Figura 6.9, la Figura 6.10 y la Figura 6.11 se observa la definicio´n de los contextos para cada
subsistema.
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Figura 6.9: Definicio´n de contexto del subsistema USUARIO
Un contexto navegacional esta´ compuesto por un conjunto de clases navegacionales, que hacen re-
ferencia a clases identificadas en el diagrama de clases. Con ellas se puede definir la visibilidad (vista)
ofertada al agente en este nodo, tanto de los atributos de la clase como de los servicios que puede activar.
En un contexto navegacional debe aparecer al menos una clase navegacional principal, llamada clase
directora grupo en el contexto GRUPO del subsistema USUARIO y opcionalmente otras que complementan
la informacio´n de esta clase, llamadas clases complementarias (). Las clases navegacionales esta´n unidas
entre sı´ por relaciones binarias unidireccionales que pueden ser definidas sobre una relacio´n existente
entre las dos clases en el diagrama de clases.
Por ejemplo, en el subsistema USUARIO, se puede ver el contexto ALTA USUARIO que muestra infor-
macio´n relativa a los usuarios del sistema ası´ como de los grupos.
6.1.4. Modelo de Presentacio´n
Como se comento´ en la Subseccio´n 4.2.5, una vez definido el modelo de navegacio´n se especifican
las caracterı´sticas de presentacio´n del sistema. Este modelo utiliza los nodos o contextos navegacionales
como entidades ba´sicas para definir las propiedades de presentacio´n de informacio´n.
6.1.4.1. Implementacio´n de la aplicacio´n a partir del modelo Conceptual
Para realizar la implementacio´n de aplicaciones web a partir del modelo conceptual realizado, se pro-
pone una arquitectura de tres capas. Este tipo de arquitectura permite estructurar claramente las aplica-
ciones web facilitando la adaptabilidad y extensibilidad de las mismas y ofrece una mayor escalabilidad.
Es aconsejable utilizar este tipo de arquitectura en aplicaciones de gran taman˜o y con un gran nu´mero de
usuarios trabajando concurrentemente teniendo en consideracio´n la escalabilidad frente a los requisitos






























































































































































Figura 6.10: Definicio´n de contexto del subsistema COLEGIO
Capa de presentacio´n. Incluye la interfaz gra´fica de usuario (en este caso, pa´ginas web) para interac-
tuar con el usuario (visualizando informacio´n, proporcionando acceso a servicios y facilitando la
navegacio´n).
Capa de aplicacio´n. Esta capa implementa la lo´gica de negocio y la funcionalidad de consulta.
Capa de datos. Esta capa implementa el acceso a datos ocultando a las capas superiores detalles de los
repositorios de informacio´n.
Partiendo del modelo de navegacio´n, es posible obtener de forma sistema´tica un esqueleto de una
aplicacio´n web formado por un conjunto de pa´ginas web interconectadas entre sı´. Este conjunto de pa´gi-
nas web define la interfaz de usuario de la aplicacio´n web para la navegacio´n, la visualizacio´n y el acceso
a su funcionalidad e informacio´n.
An˜adiendo a esta informacio´n la especificacio´n construida en el modelo de presentacio´n podra´ de-
finirse un modo de visualizacio´n de esta informacio´n. Para construir este conjunto de pa´ginas, se ha
optado por utilizar HTML/CSS. El motivo principal de utilizar esta tecnologı´a ha sido la flexibilidad que
nos aportan las hojas de estilo CSS para cambiar caracterı´sticas este´ticas de las pa´ginas web una vez
construidas.
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Figura 6.11: Definicio´n de contexto del subsistema VISITA
Inicialmente se disen˜a la pa´gina de inicio o login mostrada en la figura Figura 6.12. Posteriormente
por cada contexto navegacional o subsistema definido en el mapa de navegacio´n se crea una pa´gina web.
Figura 6.12: Pa´gina de inicio de la aplicacio´n
Los subsistemas u´nicamente modelan una agrupacio´n lo´gica de contextos. Por tanto, las pa´ginas
generadas a partir de ellos contendra´n u´nicamente la implementacio´n de un menu´ a partir del cual poder
acceder a cada uno de los contextos de exploracio´n contenidos en el subsistema.
En las siguientes figuras, Figura 6.14 y Figura 6.15, se muestra las pa´ginas que se implementan a par-
tir de los contextos navegacionales contenidos en los subsistema definidos en la Subsubseccio´n 6.1.3.2.
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Figura 6.13: Presentacio´n de la aplicacio´n
6.1.5. Disen˜o de la interfaz de usuario
La interfaz de usuario es la forma en que los usuarios pueden comunicarse con una computadora, y
comprende todos los puntos de contacto entre el usuario y el equipo.
El disen˜o de la interfaz es uno de los elementos clave en la realizacio´n del programa. Esta importancia
toma un relieve especial en las aplicaciones web. La interfaz de usuario puede definirse como:
Conjunto de trabajos y pasos que seguira´ el usuario, durante todo el tiempo que se relacione
con el programa , detallando lo que vera´ y escuchara´ en cada momento, y las acciones que
realizara´, ası´ como las respuestas que el sistema le dara´ [Perea, 1996].
Sus principales funciones son:
Manipulacio´n de archivos y directorios
Herramientas de desarrollo de aplicaciones
Comunicacio´n con otros sistemas
Informacio´n de estado
Configuracio´n de la propia interfaz y entorno
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Figura 6.14: Contexto navegacional del coordinador
Intercambio de datos entre aplicaciones
Control de acceso
Sistema de ayuda interactivo
En la Figura 6.16 en la que se muestra el disen˜o que se ha seguido para hacer la interfaz se diferencian
tres partes; la cabecera, el cuerpo y el pie. La parte del cuerpo a su vez se divide en dos partes; por un
lado esta la zona principal, donde se muestran la mayorı´a de los datos del sistema y por otro lado esta el
el menu´ lateral, donde se encuentran las diferentes opciones con las que el usuario puede interaccionar
con el sistema.
VISITAS DATOS CAMBIAR CONTRASEÑA
Conductor / Profesor




















Figura 6.16: Estilo incial de la aplicacion Web
6.1.5.1. Diagrama de mo´dulos
Un diagrama de mo´dulos muestra la localizacio´n de objetos y clases en mo´dulos del disen˜o fı´sico
de un sistema.Un diagrama de mo´dulos representa parte o la totalidad de la arquitectura de mo´dulos del
sistema.
Como se puede ver en la Figura 6.17, el mo´dulo principal de la aplicacio´n es gvc.class.php, que
se encargara´ de inicializar todo el sistema. El resto son operaciones del sistema o bibliotecas ( PEAR,
Smarty).
En el disen˜o fı´sico se tiene por un lado los mo´dulos lib/*tablas.php, que contienen la informacio´n
de las tablas del sistema, el mo´dulo lib/session.php, que contiene informacio´n de la sesio´n que se
esta llevando a cabo en la aplicacio´n, el mo´dulo script.php, para la generacio´n del co´digo JavaScript
y AJAX y el mo´dulo index.php que se encarga de implementar el punto de entrada de la lo´gica de la
aplicacio´n.
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Figura 6.17: Diagrama de mo´dulos
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6.1.6. Jerarquı´a de ficheros
Otro punto interesante va a ser la estructura de ficheros y directorios que se puede ver en la Figu-
ra 6.18:
Carpeta gvc. Esta es la carpeta principal o raı´z de la aplicacio´n.
Carpeta cfg. Almacena informacio´n de configuracio´n.
Carpeta css. Es la carpeta donde se encuentran los ficheros que definen el estilo de la aplicacio´n.
Carpeta images. En esta carpeta se encuentran todas las ima´genes que se han utilizado en la aplica-
cio´n.
Fichero login. Este es el fichero de la pantalla inicial, donde el usuario debera´ autenticarse para entrar
en el sistema.
Fichero index. Punto de acceso cuando el usuario esta´ autenticado.
Fichero script. Generacio´n del co´digo JavaScript / AJAX necesario.
Carpeta lib . Contiene los ficheros de bibliografı´a que implementan la lo´gica de aplicacio´n y acceso
a datos.
Carpeta lng. Almacena definiciones del lenguaje para soporte multilenguaje.
Carpeta ops. Es una carpeta donde se encuentran todas las operaciones que se pueden hacer en
el sistema.
Carpeta tpl. En esta carpeta esta´n los esqueletos de presentacio´n de cada una de las operacio-
nes. Por ejemplo, tendremos un fichero UsuarioDetalles.tpl que va a definir la estructura o
forma que tendra´ el fichero UsuarioDetalles.php.
Carpeta smarty. Esta carpeta contiene la informacio´n de configuracio´n para poder utilizar las
plantillas Smarty.
Carpeta Pear. Al igual que la carpeta anterior, esta carpeta contendra´ todos los mo´dulos PEAR
necesarios en nuestra aplicacio´n.
6.2. Disen˜o de datos
En este apartado, se analizara´ tanto el diagrama entidad / relacio´n como su paso a tablas.
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Figura 6.18: Jerarquı´a de ficheros
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Figura 6.19:Modelo entidad / relacio´n
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6. Disen˜o de la Aplicacio´n
(a) Parte USUARIOS (b) Parte GRUPOS
(c) Parte COLEGIOS
(d) Parte VISITAS
Figura 6.20: Partes del modelo E-R
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6.2. Disen˜o de datos
6.2.1. Modelo entidad / relacio´n
En este caso, los datos se han modelado segu´n el diagrama E/R mostrado en la Figura 6.19. Este
diagrma se compone de cuatro bloques ba´sicos:
Gestio´n de los usuarios del sistema, la cual esta formada por la jerarquı´a USUARIO (Figura 6.20a).
Gestio´n de los grupos que se crean en el sistema, junto con las operaciones que se asignan a cada
grupo (Figura 6.20b).
Gestio´n de colegios, la cual engloba las ensen˜anzas de cada colegio y la pertenencia con las escue-
las o facultades (Figura 6.20c).
Gestio´n de las visitas (Figura 6.20d).
6.2.2. Paso a tablas
Al igual que en el disen˜o E-R de la figura Figura 6.19, en el paso a tablas (Figura 6.21) se mantiene
los cuatro bloques principales.
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Figura 6.21: Paso a tablas
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Capı´tulo 7
Desarrollo de la aplicacio´n
Tras la planificacio´n, formalizacio´n de los requisitos y disen˜o, es necesario plasmar la solucio´n en un
lenguaje de programacio´n.
De forma ana´loga al disen˜o, en el que se abstraen patrones para aplicarlos a otros proyectos, durante
la implementacio´n se pueden abstraer detalles que pueden simplificar desarrollos similares. Estos detalles
de implementacio´n son recopilados para su uso en futuros proyectos.
Adema´s, durante el desarrollo se han generado una serie de ficheros de co´digo, documentacio´n que
han precisado de cierto tiempo para completarse. Un ana´lisis del tiempo invertido en cada una de las
fases, junto al taman˜o del programa final desarrollado, permitira´ mejorar la precisio´n de la planificacio´n
y asignacio´n de recursos en proyectos similares futuros.
7.1. Implementacio´n
La implementacio´n de esta aplicacio´n web se ha realizado en PHP generando co´digo HTML, CSS y
Javascript que es interpretado por el navegador de usuario. Durante el desarrollo han surgido algunas
dificultades cuyas soluciones pueden ser de intere´s en el futuro.
7.1.1. Generacio´n y proceso de formularios en PHP
El poder de PHP reside en su simplicidad y velocidad. Una de las aplicaciones ma´s comunes que se
utilizan en este lenguaje son los formularios PHP, por su parte PHP no ofrece ninguna funcio´n para el
desarrollo de los formularios.
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HTML QuickForm [PEAR, 2004c], es un modulo PEAR que simplifica el trabajo con formularios
HTML de manera mas sencilla. En vez de mostrar los elementos uno por uno, el me´todo define un conte-
nedor de un formulario al que se an˜aden los distintos controles con una sintaxis muy sencilla.
A partir de este contenedor es posible mostrar el formulario y validar la respuesta del usuario, mostrar
los mensajes de error, generar co´digo JavaScript para validar en el cliente, simplifica la subida de ficheros
en el formulario...
Este mo´dulo PEAR se integra con otros mo´dulos (por ejemplo, el mo´dulo usado para la gestio´n de
la base de datos, o las plantillas Smarty usadas en la presentacio´n) para generar formularios de forma
extremadamente sencilla y con una cantidad de co´digo mı´nima. En la Figura 7.1 se muestra el formulario
para el registro de usuarios en el sistema y su co´digo PHP, utilizando HTML QuickForm, correspondiente
(Programa 7.1).
Figura 7.1: Formulario de registro de usuarios





3 $form = new HTML_QuickForm();
4
5 $renderer =& new HTML_QuickForm_Renderer_ArraySmarty($gvc ->tpl);
6
7 // build the HTML for the form
8 $form =& $gvc ->Usuarios ->getForm();




13 // assign array with form data
14 $gvc ->tpl->assign(’form_data’, $renderer ->toArray());
15
16 ?>
Cuando el formulario es enviado se valida el campo usuario, en caso de que el formulario sea enviado
sin haber escrito un valor en la caja de texto, se mostrara´ el formulario con un mensaje de que ese campo
es requerido. Cuando se envı´a el formulario con datos en la caja de texto, se procesan los datos en la
funcio´n validar( ) para posteriormente mostrar los datos introducidos como una salida del programa de
manera satisfactoria.
7.1.2. Tabla ACL
La ACL es una tabla en la que se recopilan los derechos de acceso que cada usuario posee para un
objeto determinado, como directorios, ficheros, puertos, etc. En este caso, se ha utilizado para tener un
control sobre las operaciones que pueden realizar los distintos usuarios segu´n el grupo al que pertenezcan.
En la Figura 7.2, se diferencian dos partes, en la parte de arriba, se tiene informacio´n del grupo, como
es el nombre, la escuela a la que pertenece, el grupo global y una descripcio´n. En la parte de abajo esta
la tabla ACL, donde por un lado esta´n todas las operaciones del sistema y por cada una de ellas hay un
tick que indica si sobre esa operacio´n el grupo tiene permisos de ejecucio´n y/o administracio´n.
7.1.3. Autenticacio´n de usuarios
El mecanismo ba´sico de seguridad es la autenticacio´n del usuario a partir de la cual se le asignan los
privilegios. La autenticacio´n esta´ basada en la asociacio´n de un login (usuario) y una palabra clave, por
lo que la proteccio´n de esta palabra es vital.
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Figura 7.2: Edicio´n de la tabla ACL para un grupo.
Para proteger la contrasen˜a de usuario este se almacena utilizando un algoritmo de hash. Una funcio´n
resumen (hash) tiene las siguientes caracterı´sticas:
Todos los nu´meros resumen generados con un mismo me´todo tienen el mismo taman˜o sea cual sea
el texto utilizado como base.
Dado un texto base, es fa´cil y ra´pido calcular su numero resumen
Es imposible reconstruir el texto base a partir del numero resumen
Es casi imposible que dos textos base diferentes tengan el mismo numero resumen
Hay muchos algoritmos de este tipo. Los ma´s conocidos son MD5 y SHA, que se utilizan habitual-
mente para firmas digitales.
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Programa 7.2: Co´digo para autenticarse en el sistema
1
2 function Login($usuario ,$password) {
3 global $gvc , $LNG;
4
5 // Comprobamos que los parametros del usuario son corrector
6 $password = md5($password);
7
8 $filter= "login = ’$usuario’ and password=’$password’ and activo=’1’";
9 $user=$gvc ->Usuarios ->select(’todos_usuarios’,$filter);
10 if ( count($user)==0 ) {





16 // Buscar los grupos
17 $id = $_SESSION[’usuario’][’id_usuario’];
18 $filter = "usuarios.id_usuario=’$id’";
19 $grupos=$gvc ->Usuarios ->select(’grupos_usuario’,$filter);
20 $_SESSION[’usuario’][’grupos’]=$grupos;
21
22 // Buscar las facultades
23 $id = $_SESSION[’usuario’][’id_usuario’];
24 $filter = "usuarios.id_usuario=’$id’";







32 function Actualizar($data ,$new ,$personal) {
33 global $gvc;
34 $gvc ->Usuarios ->db->beginTransaction();
35
36 // An˜adimos Nuevo Usuario
37 $usuario=$data[’login’];
38 $filter= "login = ’$usuario’ and activo=’1’";
39 $user=$gvc ->Usuarios ->select(’todos_usuarios’,$filter);
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40 if ( count($user)>0 ) {
41 return $result=3;
42 } // if
43 $nombre=$data[’nombre’];
44 $id=$gvc ->Usuarios ->Select(’dame_ultimo_id’);
45 $id=$id+1;
46
47 $data[’password’] = md5($data[’password’]);
48 $cols_vals = array(
49 ’id_usuario’=> $id ,
50 ’nombre’ => $data[’nombre’],
51 ’apellidos’ => $data[’apellidos’],
52 ’tipo_cargo’=> $data[’tipo_cargo’],
53 ’fax’ => $data[’fax’],
54 ’correo’ => $data[’correo’],
55 ’login’ => $data[’login’],
56 ’password’ => $data[’password’],
57 ’activo’ => $data[’activo’],
58 );
59
60 // Lo an˜adimos en la tabla usuarios
61 $result=$gvc ->Usuarios ->Insert($cols_vals);
Utilizar funciones de resumen en PHP es tan sencillo como invocar a la funcio´n de bibliotecamd5(string
cad), que calcula el hash MD5 de una cadena. Para validar un usuario, el mo´dulo de autenticacio´n recibe
la contrasen˜a introducido por el usuario, a continuacio´n, se le aplica la funcio´n md5 y se comprueba si
existe en la base de datos algu´n usuario con ese login y ese md5 almacenado en el atributo del password.
Con esto se evita que cualquier persona que tenga acceso a la base de datos pueda obtener la contra-
sen˜a de los usuarios. Adema´s, es u´til para que en el caso de que la comunicacio´n entre servidor web y
servidor de bases de datos este siendo espiada, el atacante no obtenga la contrasen˜a del atacado de forma
clara, sino que lo que capturara´ sera´ una clave cifrada que no servira´ para entrar al sistema.
7.2. Ana´lisis de coste y tiempo
Para la planificacio´n o asignacio´n de recursos de futuros proyectos es necesario realizar un ana´lisis
que permita determinar el tiempo que se precisa para realizar el proyecto en funcio´n de su taman˜o.
Adema´s, es posible valorar el coste de realizacio´n del trabajo de cara a su posible comercializacio´n.
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En total hay 11.456 lı´neas de co´digo y su desarrollo se ha prolongado por espacio de unos 5 meses,
aproximadamente (de junio a octubre de 2006).





Figura 7.3: Lı´neas PHP / Smarty







Figura 7.4: Partes del co´digo PHP
La Figura 7.3, muestra una comparativa entre las lı´neas de co´digo PHP, que implementan la lo´gica
de la aplicacio´n, y las lı´neas de los ficheros de Smarty, que definen el disen˜o de la misma. En la figura
podemos ver como el nu´mero de lı´neas de co´digo PHP es bastante mayor que el de las plantillas Smarty,
lo que indica que el uso de smarty permite reducir al mı´nimo el esfuerzo dedicado a la interfaz de usuario
con un resultado equivalente. Sin embargo, falta destacar el proceso de disen˜o de interfaz, por lo que el
tiempo final dedicado a la presentacio´n es algo superior.
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Dentro del co´digo PHP, la Figura 7.4 muestra las lı´neas dedicadas a la generacio´n de interfaz (pan-
talla); gestio´n de tablas de la BBDD, ficheros de configuracio´n y puntos de entrada (biblioteca) y, por
u´ltimo, las operaciones.
Segu´n la figura, las lı´neas de co´digo de la parte de biblioteca es en proporcio´n el doble respecto a las
lı´neas de pantalla y de operaciones.
El COnstructive COst MOdel (COCOMO) es un modelo que permite realizar estimaciones y planifica-
ciones de proyectos de sistemas de informacio´n. Si aplica´ramos el modelo COCOMO al trabajo realizado






Conclusiones y lı´neas futuras
Tras finalizar este trabajo, se dispone de una aplicacio´n vı´a web que permite gestionar las visitas a
colegios de una u´nica facultad. Junto a esta aplicacio´n, se dispone de una documentacio´n y disen˜o de la
base de datos y del co´digo desarrollado.
Al finalizar todo el proceso es necesario realizar un ana´lisis del desarrollo para lograr su ma´ximo
aprovechamiento. Fruto de este ana´lisis se sintetizan los puntos clave, las dificultades, conocimientos
adquiridos y la valoracio´n de la experiencia.
Al comienzo de este trabajo se plantearon una serie de objetivos, como por ejemplo, que el sistema
fuera fa´cilmente ampliable, de los cuales, la gran mayorı´a se han satisfecho, dejando algunas lı´neas
abiertas para futuras implementaciones.
8.1. Conclusiones personales
Durante estos u´ltimos 5 meses, que ha sido mas o menos lo que me ha llevado de tiempo este proyec-
to, so´lo veo cosas positivas. En primer lugar decir, que me ha resultado una experiencia muy gratificante
de la que he aprendido muchı´simo. Muchas cosas que desconocı´a por completo y que despue´s de todo
este tiempo han despertado en mi mucha curiosidad, como son las tecnologı´as web y su problema´tica.
Hoy en dı´a, las aplicaciones web tiene una importancia especial y es por ello por lo que pienso que
me puede ayudar mucho durante mi vida profesional. Sin ma´s, decir que han sido unos meses bastantes
aprovechados y de los que estoy muy contento por todo los conocimientos que he adquirido.
8.1.1. Dificultades en el desarrollo
Alguna de las dificultades encontradas en el desarrollo de la aplicacio´n han sido:
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Eleccio´n del lenguaje de programacio´n. Debido a mi desconocimiento de los numerosos lenguajes exis-
tentes para programar aplicaciones web, esta a sido una de las principales dificultades encontradas.
Al final, el lenguaje utilizado para programar la aplicacio´n fue PHP. Los motivos principales de es-
ta eleccio´n fueron que ya habı´a programado otras aplicaciones anteriormente y que PHP de daba
soporte para desarrollar este proyecto.
Problemas con las base de datos. Otro punto del desarrollo que tambie´n planteo una dificultad, fue el
echo de tener que desarrollar la aplicacio´n independiente de la base de datos donde estuviera.
La solucio´n optada fue el utilizar unas librerı´as de PEAR, y concretamente el mo´dulo llamado
DB TABLE, que abstrae la base de datos que haya instalada en la ma´quina donde se ejecute la
aplicacio´n.
Informacio´n de los centros educativos. Desde el inicio era necesario obtener la informacio´n de los cen-
tros educativos de la comunidad. Tras una bu´squeda inicial se localizo´ el sitio web donde, la propia
comunidad, proporciona esa informacio´n. Tras plantear diversas formas de extraer esa informacio´n
se opto´ por descargar el CD de informacio´n y analizar los ficheros XML que contenı´an los datos de
la aplicacio´n web.
El resultado final es una pequen˜a utilidad, escrita en PHP, que es capaz de analizar el formato XML
usado en ese CD y almacenarlos en la BBDD de la aplicacio´n.
La solucio´n optada para pasar toda esta informacio´n a la base de datos fue mediante un parser, es
decir, un fichero el cual leyera todos esos archivos XML, verificara que su formato fuera correcto y
mediante otro mo´dulo PEAR, fuera pasando la informacio´n a las tablas de la base de datos.
8.1.2. Problemas de depuracio´n
Los programas informa´ticos son a menudo imperfectos y, por lo tanto, el co´digo puede contener
diversos tipos de errores. La u´nica forma de detectar los errores lo´gicos es probar el programa, ya sea
manual o automa´ticamente, y comprobar que el resultado es el esperado. Las pruebas deben ser una parte
integrante del proceso de desarrollo del software.
Desgraciadamente, aunque las pruebas pueden indicar que el resultado de un programa es incorrecto,
normalmente no proporcionara´n ninguna pista acerca de que parte del co´digo ha causado realmente el
problema. Es aquı´ donde cobra sentido el proceso de depuracio´n.
Normalmente, aunque no siempre, la depuracio´n implicara´ el uso de un depurador, una eficaz he-
rramienta que permite observar el comportamiento del programa en tiempo de ejecucio´n y determinar
la ubicacio´n de los errores sema´nticos. Tambie´n es posible utilizar ciertas funciones de depuracio´n inte-
gradas en el lenguaje y sus bibliotecas asociadas. Muchos programadores tienen su primer contacto con
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la depuracio´n cuando intentan aislar un problema agregando al co´digo llamadas a funciones de salida,
como printf. Esta te´cnica de depuracio´n es perfectamente va´lida, pero hace que una vez encontrado y
resuelto el problema sea necesario revisar el co´digo para eliminar las llamadas a funciones adicionales.
Ocasionalmente, puede encontrarse una situacio´n en la que, al agregar co´digo nuevo (incluso una simple
llamada a printf ), el comportamiento del co´digo que se intenta depurar cambie.
El desarrollo de aplicaciones web tradicionalmente ha sido complejo de depurar ya que lenguajes
como PHP tienen un soporte limitado para esta tarea. Es por esto que cobra especial importancia el
disen˜ar un mecanismo que permita realizar esta ardua pero importante labor.
8.2. Conocimientos
Evidentemente en una carrera como Ingenierı´a Informa´tica, no es posible infundir todas las ensen˜an-
zas que podrı´a necesitar el alumno en su carrera profesional principalmente por falta de tiempo y de
cambio continuo en la tecnologı´a.
Hoy en dı´a, el tema de las aplicaciones web, tecnolo´gias web, aplicaciones cliente / servidor, etc..
esta´n siendo muy usadas por mucha gente a la hora de realizar programas.
Durante la realizacio´n de este proyecto me encontrado con numerosos problemas, muchos de los cua-
les nunca los habı´a estudiado durante los an˜os de docencia. Por ejemplo, el co´mo disen˜ar una aplicacio´n
vı´a web para facilitar el uso de la misma, o el conocimiento de lenguajes que se utilizan para desarrollar
una aplicacio´n web, como pueden ser, PHP, Active Server Pages (ASP), JavaScript o HTML.
Actualmente, las aplicaciones y tecnologı´as web son un a´rea en auge debido al impulso que esta´n
sufriendo desde el boom de la web 2.0, con la aparicio´n de servicios sociales on-line. Sin embargo,
existe un vacı´o de asignaturas durante la carrera que traten el desarrollo y problema´tica de este tipo de
aplicaciones.
8.3. Lı´neas Futuras
Al finalizar este trabajo quedan abiertas varias lı´neas de desarrollo entre las que se pueden destacar
las siguientes:
Como se comento´ en la Capı´tulo 5, se debera´ implementar la gestio´n de asignar facultades a cole-
gios o viceversa.
Tener un acceso a sistemas de mapas y/o rutas como Google Maps o Maporama, para situar los
centros educativos de la comunidad.
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Generar estadı´sticas y gra´ficas sobre visitas o sobre profesores que dan visita.
Envı´o de recordatorios de visitas de forma automa´tica mediante correos, SMS... antes de la visita y
al dı´a siguiente a los participantes de la misma.
Gestio´n de Pagos.
Incluir la posibilidad de que las personas de contacto de los centros puedan acceder al sistema para
consultar las visitas programas, solicitar visitas de ciertos centros...
Verificar su funcionamiento sobre ma´s gestores de BBDD.
Gestionar el material que es necesario en cada visita (si se dispone de proyector, ordenador...)
Gestionar el nu´mero de asistentes a cada visita






¿Co´mo an˜adir nueva funcionalidad?
Un objetivo fundamental era hacer que el sistema fuera fa´cilmente ampliable, es decir, que se pudie-
ran an˜adir fa´cilmente nuevas funcionalidades. El sistema diferencia dos tipos de funcionalidades:
Operacio´n global: En el sistema actual se encuentra gestio´n de usuarios, colegios, y visitas.
Accio´n: se trata de una operacio´n a la que se accede una vez seleccionada la accio´n global.
Los pasos para incluir cada una de las funcionalidades difieren. A continuacio´n, se pasara´ a describir
los pasos necesarios para an˜adir una nueva operacio´n global en el sistema.
1. Insertar en la base de datos. El primer paso a seguir, es an˜adir en la base de datos esa nueva
operacio´n, por ejemplo, si la operacio´n se llamara ’Gestio´n de facultades’, se deberı´a hacer una
insercio´n en la table Operaciones Globales, para an˜adirla.
Figura A.1: Insertar la operacio´n en la base de datos
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Figura A.2: Crear fichero de implementacio´n
2. Crear fichero de implementacio´n. Se crea un nuevo fichero dentro de la carpeta ops, donde esta´n
incluidas tas las operaciones del sistema. Un detalle importante es el nombre que se le pondra´ al
fichero ya que ese mismo nombre se utilizara´ para crear el objeto.
En el fichero gvc.class.php hay una parte donde se hace un bucle que se recorre el directorio ops,
y va generando objetos de cada uno de los ficheros que hay en el mismo pero an˜adie´ndoles delante
la palabra Op. En nuestro ejemplo, si el fichero se llamara GestionarFacultades.php el objeto que
se creara´ en el sistema sera´ OpGestionarFacultades. A partir de este momento se podra´ utilizar
este objeto a trave´s de sus me´todos.
Programa A.1: Co´digo para crear el objeto
1
2 // Cargar las operaciones
3 foreach(glob(ROOT.’lib/ops/*.php’) as $file) {
4 require_once($file);
5 $id = ’Op’.basename($file , ’.php’);
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6 $this ->Ops[$id] = new $id();
7 }
8 ?>
Se referncia el objeto en la aplicacio´n, de la forma:
Programa A.2: Co´digo para referenciar el objeto
1 ’boton1’ => array(’nombre’ =>’Gestionar Facultades’,
2 ’title’ =>’Gestionar Facultades’,
3 ’imagen’=>’images/facultad’,
4 ’Href’ => $gvc ->Ops[’OpGestionarFacultades’]->Accion($_SESSION[’id_facultad’]),
5 ),
6 ?>
3. Habilitarlo en la tabla ACL. En este paso ya esta creada la nueva operacio´n en el sistema, pero hay
habilitarla para que la pueden utilizar los usuarios del sistema. Como se comento, existe una tabla
ACL, que contiene los permisos de los grupos creados. E´ste ultimo paso consiste en asignar esa
nueva operacio´n a los grupos crados o a los nuevos grupos para que pueden utilizarla.
Los pasos para an˜adir una accio´n son exa´ctamente los mismos pero omitiendo la inclusio´n de la
operacio´n en la base de datos.
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Figura A.3: Habilitarlo en la tabla ACL
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Anexo B
Formato de la guı´a de centros
La Consejerı´a de Educacio´n publica la una guı´a de centros y servicios educativos de la comunidad
de Madrid, la cual es una publicacio´n de divulgacio´n y consulta que trata de facilitar al ciudadano in-
formacio´n sobre los servicios educativos de cara´cter no universitario que se prestan en la Comunidad de
Madrid.
La u´ltima versio´n 1 facilita la localizacio´n y seleccio´n de centros segu´n mu´ltiples criterios, a la
vez que ofrece informacio´n detallada y precisa sobre centros y servicios educativos de la comunidad.
Asimismo, incorpora un sistema de localizacio´n y representacio´n geogra´fica, desarrollado por el Instituto
de Estadı´stica de la Consejerı´a de Economı´a e Innovacio´n Tecnolo´gica, que complementa los recursos
para conseguir una mejor y ma´s u´til informacio´n de los centros y servicios dependientes de la consejerı´a
de educacio´n.
La guı´a se distribuye en formato electro´nico en CD. Este CD contiene:
XML. Contiene archivos en formato XML, con toda la informacio´n de los centros:
• GENU DG DAT.XML. Contiene informacio´n de los centros por las diferentes zonas en la
que divide a la comunidad. Estas zonas son: Norte / Sur / Este / Oeste y Centro.
• GENU CE V ZONASE.XML.
• GENU CE V TURNOS ENS.XML. Contiene la informacio´n si los centros imparten ensen˜an-
zas presenciales o no.
• GENU CE V NIVEL ENS.XML. Contiene informacio´n a cerca de las ensen˜anzas que impar-
te cada centro.
1la cual se encuentra en CD y que incorpora una serie de nuevas funcionalidades respecto a la versio´n 2005
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Figura B.1: Pa´gina principal de CD de los centros educativos
• GENU CE V CURSO ENS.XML. Contiene informacio´n a cerca del nivel de ensen˜anza de
cada centro, es decir, educacio´n infantil, bachillerato, educacio´n primaria, E.S.O, formacio´n
profesional de grado medio y superior, idiomas, etc.
• GENU CE V NIVEL.XML. Contiene informacio´n a cerca del centro, como por ejemplo el
numero de alumnos, etc.
• GENU CE V LOCAL CRA.XML. Contiene informacio´n de los centros por municipio.
• GENU CE V JERARQUIA.XML. Contiene informacio´n de las ensen˜anzas y modalidades
que pueden impartir los centros.
• GENU CE CENTROS DOMICILIO.XML. Contiene informacio´n del domicilio de todos los
centros.
• GENU CE V ENS.XML. Contiene todas las ensen˜anzas que se imparten en cada centro.
• GENU CE V DAT MUNICIPIO.XML. Informacio´n sobre los municipios de la comunidad
por las zonas en las que se divide.
• GENU CE V CENTROS DOMICILIO.XML. Contiene informacio´n a cerca de la direccio´n
de algunos centros.
• GENU CE V CENTROS.XML. Contiene informacio´n de los centros las zonas y su direccio´n.
• GENU CE V CENTRO TRAMO.XML. Contiene informacio´n sobre centros de primaria, se-
cundaria y educacio´n infantil.
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• GENU CE V AMBITO GEO.XML. Contiene informacio´n de los centros por a´mbito geogra´fi-
co, es decir, Villarejo contendra´ todos los centros de Brea, Estremera y Valdaracete.
• GENU CE TRAMO EDUCATIVO.XML. Contiene informacio´n sobre centros de primaria,
secundaria y educacio´n infantil.
• GENU DG V GENERICO.XML. Contiene las abreviatura de los centros, por ejemplo, IES;
Instituto de ensen˜anza secundaria.
IMAGES. Contiene las ima´genes y documentacio´n de los centros y servicios educativos, en formato
PDF.
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