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Introduction
A. Project Overview
The Dual-Axis Precision Imager (DAPI) is a drawing robot that processes images
and draws them on a whiteboard. The system has two modes: a Sobel filter mode that
finds the edges of the input image with a Sobel filter, and a tri-tone grayscale mode that
approximates the shading of the input image with the colors white, gray, and black. The
DAPI consists of an Arduino-controlled XY gantry system with a pen mounted on the
gantry head, and a Processing IDE program that processes the original image, converts
the processed image into gantry instructions, and sends them to the Arduino for
execution. The maximum input/output resolution of the DAPI is 400x400 pixels.

Figure 1: The DAPI (top-down view)
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B. Goals and Objectives
The following goals were established in the design phase of the DAPI:
1. The DAPI must move a pen up and down quickly.
2. The DAPI must move a pen anywhere in 2D space.
3. The DAPI must move a pen horizontally quickly.
4. The DAPI must process an image, convert the pixel data into instructions,
and send them to the Arduino via serial communication.
5. The DAPI must support a Sobel filter mode and a three-tone grayscale
mode.
6. The DAPI must display a print preview for all modes.
7. User interaction should normally only consist of image selection and print
initiation.
8. The DAPI should fit on a typical table.

C. Outcomes and Deliverables
I created a drawing device that can print logos and shaded objects in a distinct
style with great precision. The DAPI is a great choice for anybody interested in building
robots and creating art for their personal enjoyment, as it can replicate a wide range of
images while adding its own robotic flair.

3

Hardware Design
A. XY Gantry
The design of the DAPI revolves around the XY Gantry, which is a two-axis
movement system with an overhead bridge that drives a head anywhere in
two-dimensional space.

Figure 2: XY Gantry System (head circled in red)
While there are many options available, most XY gantry systems on sale are prohibitively
expensive, costing up to thousands of dollars. In the end, I found an affordable XY gantry
kit on the website of a laser engraving supply store. The kit includes the frame, belts,
NEMA 17 stepper motors, and mounting plate. All I had to do was follow the
manufacturer’s instructions and assemble it.
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B. Stepper Motors
The DAPI uses the stepper motors to control the movement of the gantry head.
Use of stepper motor driver chips makes this process relatively simple. The DAPI uses
two A4988 stepper motor drivers because they are relatively affordable and there are
many online resources on how to control the drivers. While the A4988 supports
microstepping, I decided against using the feature since the DAPI does not benefit from
that level of precision. The A4988 requires a 12VDC input, which is provided by an
AC/DC power supply plugged into a wall socket. Additionally, a 100μF decoupling
capacitor is placed between 12V and GND to prevent voltage spikes that can damage the
A4988 drivers.
On the software side, I am using the StepperDriver Arduino library to send signals
to the A4988 drivers. The driver software is used as is, and allows me to easily change
the RPM and control movement of the stepper motors.

C. Pen Mounting Options
The DAPI uses a servo-attached pen to support the “pen-up” and “pen-down”
movements. Originally, I was thinking of using a solenoid to move the pen up and down,
but after further investigation, I found that a solenoid may not be best for this application.
A solenoid would not be able to maintain the “pen-up” position for prolonged periods of
time due to the risk of overheating, and there is no easy method to attach a pen to a
solenoid. A servo is a much more lightweight option, and provides more mounting
options. I used velcro tape to mount the servo on the gantry head, and also to mount the
pen onto the servo arm.
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Figure 3: Pen-Mounted Servo (top-down view)

Figure 4: Pen-Mounted Servo (side view)

Although using a servo reduces the working area of the gantry, the advantages it
has over a solenoid for this use case led me to make the decision of using a servo instead.
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Software Design
A. Processing IDE
Processing IDE is the software platform chosen for serial communication and
image processing. It has a wide array of built-in image processing functions that would
be otherwise tedious to implement on another platform, and easily integrates with the
Arduino. In fact, the Arduino IDE is based on a modified version of Processing IDE. This
greatly reduced development time, since I was able to focus on the bigger picture instead
of focusing on implementing the framework for the features I need.

B. Serial Communication
To communicate between the Processing program and the Arduino, I
implemented a stop-and-wait protocol so as to not overflow the 64-byte serial buffer of
the Arduino. Essentially, the Arduino program of the DAPI has two states: an idle state
and an active state. During the idle state, the gantry head is located at the origin (top-right
corner) and sends a byte every millisecond to the Processing program to signal that it is
ready to receive an instruction. Once the Arduino receives the instruction to move to the
starting position, it transitions to the active state. During the active state, the Arduino
receives an instruction from the Processing program, decodes it, executes the instruction,
and signals that it is ready for the next instruction. Once the drawing is finished, the
Arduino moves the gantry head back to the origin, returns to the idle state, and is ready
for a new image.
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Figure 5: Stop-and-Wait Protocol between Arduino and Processing Program

The DAPI instruction format consists of four bytes, and is structured as such:

STRING INSTRUCTIONS
Used for specific instructions: move to starting position (“DRAW”), move to origin
(“DONE”), set stepper motors to high RPM setting (“FAST”), and set stepper motors to
low RPM setting (“SLOW”)
char (1 byte)

char (1 byte)

char (1 byte)

char (1 byte)

REGULAR INSTRUCTIONS
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Used to control the gantry for drawing. For example, the command to move the gantry
right 50 steps would be (‘S’, ‘R’, 50). The command to move the pen up would be (‘P’,
‘U’, 0), though any number works for pen commands, since it is not used.
Pen/Stepper char (1 byte)

Direction char (1 byte)

Magnitude int (2 bytes)

The Processing program needs to tell the Arduino how many steps to move the gantry
horizontally, but each byte can only represent an integer up to 255. To work around this
issue, a 16-bit integer is separated into two bytes, which are reassembled by the Arduino
once it is received.

C. Image Processing
The Sobel mode of the DAPI uses a Sobel filter on the Processing program to find
edges within an image. This mode lends very well to images with well-defined edges,
such as logos. Two convolutional matrices are used for the filter.

Figure 6: Before-and-After Application of Sobel Filter [6]
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Figure 7: DAPI Output Based On Sobel-Filtered Image

The tri-tone grayscale mode applies two built-in Processing IDE filters to achieve the
tri-tone grayscale posterization effect. The first filter converts the source image to
grayscale, and the second filter applies a posterization effect to quantize the values of the
image to only black, gray, and white. Some manual pre-processing may be needed for the
filtered result to look more natural.

Figure 8: Before-and-After Application of Tri-Tone Grayscale Filter (Example 1)
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D. Instruction Generation
After the source image has been processed, the Processing program reads the
pixel data of the filtered image row-by-row and finds continuous chunks of the same
color. Once a continuous chunk of the same color is found, the Processing program
calculates the length of the chunk and tells the Arduino to draw a line of that length if it is
a dark chunk, or to skip that length of pixels if it is a white chunk. Both drawing modes
follow the same approach. However, the tri-tone mode only reads every five lines and
only draws continuous lines for gray pixels; it moves the pen up and down for every
black pixel to deposit more ink on the whiteboard. I made the row spacing five lines
because I found the result to be aesthetically pleasing. The tri-tone mode takes advantage
of the properties of dry-erase ink on a whiteboard, which spreads out evenly on the
whiteboard’s surface, instead of being absorbed immediately by paper. This creates an
effect where black pixels are thicker than gray pixels, creating an illusion of darkness.

Figure 9: Before-and-After Application of Tri-Tone Grayscale Filter (Example 2)
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Figure 10: DAPI Output Based On Tri-Tone-Filtered Image
Additionally, there are optimizations made to instruction generation such that the
gantry does not move over any leading or trailing white space in a row. Skipping trailing
white space is fairly trivial — if the final chunk in a row is white, immediately skip to the
next row. However, skipping leading white space requires the Processing program to look
ahead and determine where the first dark pixel of the next row begins, and move the
gantry head accordingly. These optimizations greatly reduce print times and also
enhances the viewing experience of the user.

Future Work
There are a number of hardware upgrades that I would like to make to the DAPI. In the
early stages of the project, I planned on modeling and 3D printing a housing for a mechanism
that moves the pen vertically up and down — this was reconsidered due to time constraints.
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Additionally, due to the large current drawn by the stepper motors, there is visible heat damage
on the breadboard where the power supply connects. While no electronics have been damaged as
a result of this, ideally, I would design a PCB to mount all of the DAPI’s electronics. Since I
would also like to decrease the DAPI’s print times with more powerful stepper motors, the DAPI
will need a more robust platform for its electronics.
Aside from hardware upgrades, I would also like to implement a “live-drawing” mode
that lets the user draw on a canvas similar to that of MS Paint. Each stroke made by the user
(defined as the path made on the canvas while the left mouse button was held down) would be
mirrored on the whiteboard under the DAPI’s gantry upon the release of the left mouse button.
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Appendices

Figure 11: High-Level Block Diagram
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Figure 12: Detailed Wiring Diagram
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Figure 13: High-Level Software Architecture

Bill of Materials
Part Name

Part No.

Unit Price

Subtotal

XY Gantry Kit (includes
Stepper Motors)

LSR-KIT3020XY

$185.00

$185.00

Arduino UNO

00746591610715

$18.99

$203.99

7.87-Inch Jumper Cables
(40pcs)

B07FXBPD2G

$5.99

$209.98

A4988 Stepper Driver (5pcs) BIQU-K203

$10.59

$220.57

AC/DC Power Supply

B078RTV9C4

$17.99

$238.56

Breadboards (3pcs)

EL-CP-003

$9.99

$248.55

10cm Jumper Cables (120
pcs)

8541692570

$7.99

$256.54

30 Gauge Wires

B01KQ2JNLI

$12.99

$269.53

6-ft Power Cord

B09CTT5RC6

$6.99

$276.52

Electrical Tape (3 pcs)

B07ZWC2VLX

$5.29

$281.81

100μF Capacitors (5 pcs)

A-0002-F01f

$5.79

$287.60

50cm Jumper Cables (120
pcs)

B07GD3KDG9

$13.99

$301.59
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VELCRO Tape

90087

$7.47

$309.06

Micro Servos (4 pcs)

B07MLR1498

$10.99

$320.05

Ultra-Fine Tip Dry Erase
Markers (8 pcs)

1884309

$3.30

$323.35

Dry Erase White Board (9 x
12 Inch)

N/A

$5.20

$328.55

M3 x 8mm Screws (100 pcs)

a15121600ux0534

$7.49

$336.04

Total Cost

$336.04
Table 1: Bill of Materials

Source Code
https://github.com/ghuarng/drawing_gantry
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