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Resumen. En este art´ıculo se propone la extensio´n de los lenguajes de metamodelado
con constructores de la orientacio´n a aspectos. Tras justificar brevemente el intere´s que en
la actualidad esta´ teniendo el metamodelado, y sentar las bases necesarias para entender
la propuesta, se presenta, a trave´s de ejemplos, la necesidad de extender un lenguaje de
metamodelado como Kermeta con conceptos introducidos en el a´mbito de la orientacio´n
a aspectos.
1. INTRODUCCIO´N
Hoy en d´ıa hay un intere´s creciente por el Desarrollo de Software Dirigido por Modelos
(DSDM), propiciado, sobre todo, por el hecho de que en los u´ltimos an˜os han mejorado
mucho las herramientas para dar soporte a todo el proceso de desarrollo software. As´ı,
destacan dos aproximaciones a este tipo de desarrollo: las Factor´ıas Software (FS)[8],
promovidas por Microsoft, y Model Driven Architecture (MDA) [10] promocionada por la
Object Management Group (OMG).
En ambas propuestas los metamodelos juegan un papel fundamental. Mientras que en
las factor´ıas software los metamodelos entran en juego en la actividad de desarrollo de
diferentes lenguajes de modelado y de las herramientas espec´ıficas para el dominio de
los mismos, en MDA los metamodelos son el apoyo de los diferentes niveles de modelado
(Modelos Independientes de Computacio´n, Modelos Independientes de Plataforma y Mo-
delos Espec´ıficos de Plataforma). Adema´s, aunque MDA impulsa el uso de UML, tambie´n
proporciona MOF [11] como esta´ndar para describir nuevos lenguajes de modelado.
En este art´ıculo se propone la incorporacio´n de algunos elementos definidos en los
lenguajes de orientacio´n a aspectos a los lenguajes de metamodelado, con objeto de separar
competencias y mejorar la reutilizacio´n de los mismos.
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Cuando se definen metamodelos, se puede trabajar en diferentes espacios tecnolo´gicos:
con lenguajes gra´ficos; con XML mediante el esta´ndar XMI [12]; con una implementacio´n
en Java; o con un lenguaje disen˜ado espec´ıficamente para definir metamodelos como Ker-
meta [14]. En los dos primeros casos, no hay muchos problemas a la hora de reutilizar
metamodelos. Sin embargo, en los dos u´ltimos se puede perder la propiedad conocida en
el a´mbito de la orientacio´n a aspectos como obliviousness. Es decir, no se puede conseguir
mantener al metamodelo original inconsciente de ser reutilizado por otro metamodelo.
Por otra parte, si estos lenguajes se extienden para definir caracter´ısticas de com-
portamiento, tal y como ocurre en Kermeta, se tiene que no proporcionan una buena
separacio´n de conceptos, ya que se basan en los constructores definidos en la orientacio´n
a objetos.
El art´ıculo se estructura como sigue: en la seccio´n 2 se explican algunos conceptos nece-
sarios para entender el resto del art´ıculo, mientras que en las secciones 3 y 4 se muestra,
mediante un ejemplo pra´ctico co´mo se podr´ıan beneficiar los lenguajes de metamodelado,
en este caso Kermeta, de la filosof´ıa de la orientacio´n a aspectos. Finalmente, el art´ıculo
se concluye.
2. METAMODELADO Y LENGUAJES DE METAMODELADO
Se puede considerar que un metamodelo es una definicio´n precisa de los constructores
y reglas necesarios para definir la sema´ntica de los modelos. Adema´s, el metamodelado
puede verse como una actividad que esta´ tomando auge en los u´ltimos an˜os y que sirve
para organizar los modelos en diferentes niveles, de tal modo que un modelo se describe
por otro modelo que esta´ situado en un nivel superior (su metamodelo).
A la hora de definir metamodelos han surgido diferentes propuestas, as´ı MOF es un
lenguaje gra´fico, para el cual la OMG ha estandarizado una serie de correspondencias
que especifican co´mo se gestionan los metadatos en una tecnolog´ıa determinada: XMI [12]
es el esta´ndar para definir metamodelos MOF en XML, mientras que JMI [15] define la
sintaxis abstracta para trabajar con metadatos en Java.
Al mismo nivel que MOF, pero como una propuesta ma´s ligera, esta´ Ecore, el lenguaje
de metamodelado asociado al Eclipse Modelling Framework (EMF) [3]. EMF tambie´n
puede trabajar a partir de modelos definidos en UML, XML o interfaces Java.
Adema´s, han surgido lenguajes de metamodelado disen˜ados espec´ıficamente para definir
metamodelos y que normalmente esta´n asociados a herramientas, tales como KM3 [2] que
esta´ asociado a la plataforma AMMA, o Kermeta [14].
Los ejemplos introducidos en este art´ıculo, se basan en Kermeta. Kermeta es un lengua-
je definido con el propo´sito de servir a todas las posibles manipulaciones de modelos, es
decir, ha sido pensado para que sirva tanto para la definicio´n de metamodelos y modelos
como para la definicio´n de acciones, consultas, vistas y transformaciones. En la figura 1
se muestra la situacio´n del lenguaje Kermeta como el conjunto de constructores comunes
a los lenguajes de metamodelado, de acciones, de transformaciones y de restricciones.
As´ı, Kermeta es una extensio´n de EMOF (Essential Meta-Object Facilities) 2.0 para
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Figura 1: Situacio´n de Kermeta
dar soporte a la definicio´n del comportamiento. Proporciona un lenguaje de accio´n para
especificar el cuerpo de las operaciones en los metamodelos.
3. APLICANDO ORIENTACIO´N A ASPECTOS EN LA ESTRUCTURA
ESTA´TICA
Este apartado muestra co´mo se puede utilizar la orientacio´n a aspectos para mejorar la
reutilizacio´n de metamodelos. En este caso, lo que se desea modificar es la estructura
esta´tica del metamodelo.
Para introducir la problema´tica se va a utilizar un ejemplo, que puede ser consultado
con ma´s detalle en [13]. Supongamos que necesitamos definir un metamodelo para Java2, y
que vamos a definir ese metamodelo con Kermeta. El metamodelo de Java2 se ha obtenido
de [4], y su implementacio´n se recogera´ en un paquete, denominado <<Java2>>.
En la figura 2 se muestra un extracto de este metamodelo definido en Kermeta. En
concreto, la definicio´n Kermeta de la metaclase Class representada en la parte central
de la figura. En el co´digo se puede ver que Class hereda de Classifier (l´ınea 01), y
que tiene definido dos atributos (staticInit y instanceInit, en las l´ıneas 02 y 03,
respectivamente). En esta fase, las l´ıneas 05 y 06 no son necesarias, ya que como veremos
un poco ma´s adelante, se debera´n introducir al extender este metamodelo.
Supongamos que una vez que tenemos definido nuestro metamodelo para Java2, surge
la necesidad de definir un metamodelo para AspectJ [1]. Como ya tenemos nuestro meta-
modelo Java2, queremos aprovechar el trabajo realizado, y definir el metamodelo de As-
pectJ en base al de Java2. En este caso, el metamodelo de AspectJ escogido es el que se
define en [9].
Eso implica que tendremos un paquete Java2 y otro paquete AspectJ, y que habra´ meta-
clases del paquete AspectJ relacionadas con metaclases del paquete Java2. En la figura 2,
se muestra un ejemplo de estas relaciones. En el gra´fico, aparecen dos metaclases estereoti-
padas: Class y Pointcut. El estereotipo indica el paquete al que pertenecen. En este caso,
la relacio´n que existe entre ellas es una relacio´n de composicio´n.
Aunque no aparece en el gra´fico, si nos fijamos en el trozo de co´digo Kermeta corre-
spondiente a Pointcut (l´ınea 01), se puede comprobar que tambie´n mantiene una relacio´n
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con Feature (que pertenece al paquete Java2). En este caso, es una relacio´n de herencia.
A la hora de extender el paquete Java2 mediante el diagrama MOF, no encontrar´ıamos
ninguna dificultad, ya que lo u´nico que habr´ıa que hacer ser´ıa crear un paquete nuevo
llamado AspectJ e incluir las metaclases de Java2 estereotipadas, para indicar que son
clases de otro paquete.
01 class Class inherits Classifier{
02 attribute staticInit:Block [0..1]
03 attribute instanceInit:Block[0..*]
04 reference thrownBy:BehavioralFeature[0..*]#thrownExceptions
05 //Añadido al extender con el paquete de AspectJ
06 attribute pointcut:Pointcut[0..*]#declarer
07 }
01 class Pointcut inherits Feature{
02 attribute paramPC:Parameter[0..*]#pointcutPar
03 reference declarer:Class#pointcut
04 attribute pce: PointcutExpression[0..1]#pc
05 reference expression: PointcutExpression[0..*]#pcOperand
06 }
<<AspectJ>>
Pointcut
<<Java2>>
Class+declarer
*
Figura 2: Extendiendo metamodelos en Kermeta
Cuando vamos a definir el metamodelo de AspectJ en Kermeta, nos encontramos con
alguna dificultad. En primer lugar, tendremos que crearnos un paquete AspectJ donde
definamos las nuevas metaclases. Si la relacio´n de estas metaclases con las metaclases del
paquete Java2 es una relacio´n de herencia (como es el caso de Pointcut-Feature en la
figura 2), no hay ningu´n problema, se incluye el paquete y la clau´sula inherits (l´ınea 01
en la definicio´n de Pointcut).
En cambio, si la relacio´n es una asociacio´n o una composicio´n (como en el caso de
Pointcut-Class) hay que modificar la definicio´n del metamodelo original, con lo cual
deja de ser reutilizable.
Para implementar una asociacio´n en Kermeta se coloca una cla´usula reference en
cada una de las clases involucradas en la asociacio´n. Si la asociacio´n tiene sema´ntica
de composicio´n (tal como ocurre en el caso Pointcut-Class), en lugar de dos cla´usulas
reference hay que escribir una cla´usula reference y otra attribute. En el caso de la
figura 2, en la clase Pointcut se puede observar la cla´usula reference que define un
extremo de la composicio´n (l´ınea 03, resaltada en negrita). Pero adema´s, para definir el
otro extremo de la composicio´n (el que esta´ marcado con el rombo), hay que escribir una
cla´usula attribute en la metaclase Class (l´ınea 06, en negrita).
Como se puede observar, se ha tenido que modificar el metamodelo original de Java2,
para poder incluir la asociacio´n con el elemento Pointcut del paquete AspectJ.
Para atacar este problema, proponemos una ampliacio´n del lenguaje inspirada en As-
pectJ de forma que se defina un nuevo constructor aspect para introducir declaraciones
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inter-tipo.
4. APLICANDOORIENTACIO´NA ASPECTOS EN LA DEFINICIO´N DEL
COMPORTAMIENTO
Adema´s de la definicio´n de metamodelos, Kermeta permite definir comportamiento. En
este apartado, por tanto, se mostrara´ a trave´s de un ejemplo, como se puede mejorar la
separacio´n de conceptos en la parte de comportamiento.
El ejemplo escogido esta´ relacionado con un problema que se esta´ abordando tanto
desde la comunidad de la orientacio´n a aspectos como desde la comunidad del desarrollo de
software dirigido por modelos: la trazabilidad. Una de las maneras de abordarlo es definir
un metamodelo de la traza, independiente de las transformaciones y del metamodelo
utilizado. Un ejemplo de este enfoque es la propuesta presentada en [6], en la que se
define un metamodelo para la trazabilidad y un framework para la misma.
01 operation transform (source: ClassHierarchy ) : DataBase is do
02 result:= DataBase.new //Inicializar el modelo destino
03 trace.initStep ( ”minuml2mindb ”) // Trazar el código generado
04 source.hierarchy.each {cls | //Iterar por las clases del modelo origen
05 var table: Table init Table.new // Crear una tabla
06 table.name := String.clone (cls.name) //Copiar el nombre de la clase a la tabla
07 result.table.add (table) // Añadir la tabla al modelo destino
08 // Trazar el código generado
09        trace.add link (”minuml2mindb” , ”class2table” , cls , table )
10   cls.ownedAttribute.each { prop | // Iterar por los atributos de la clase
11 var col : Column init Column.new // Crear una columna nueva
12 col.name:= String.clone ( prop.name )
13 table.column.add ( col ) // Añadir la columna a la correspondiente tabla
14 // Trazar el código generado
15 trace.addlink ( ”minuml2mindb”, ”property2column” , prop, col)
16 } // Fin de la iteración por los atributos
17 } //Fin de la iteración por las clases
18 end
Figura 3: Trazando una transformacio´n en Kermeta
En la figura 3 se puede ver el co´digo Kermeta que define una operacio´n transform
donde se definen las transformaciones necesarias para generar un esquema de base de datos
reducido a partir de un diagrama reducido de clases UML. Como se puede observar, para
trazar las transformaciones, se han de insertar trozos de co´digo para llamar a operaciones
definidas en el framework de trazabilidad (l´ıneas 03, 09 y 15, resaltadas en gris ma´s claro).
Por lo tanto, el co´digo para invocar al framework de trazabilidad se mezcla con el co´digo
necesario para realizar la transformacio´n.
Si volvemos a fijarnos en AspectJ, en este caso proponemos la amplicacio´n del lenguaje
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con constructores para especificar los puntos en los que se va a inyectar el co´digo necesario
para trazar las transformaciones, as´ı como para recoger este co´digo que se inyecta.
5. CONCLUSIONES
Las ideas propuestas en este art´ıculo au´n se encuentran en una fase preliminar, pero
ahora que se esta´ extendiendo con fuerza el desarrollo de software dirigido por modelos, y
que el metamodelado se ha convertido en parte central del mismo, es necesario encontrar
mecanismos para poder reutilizar la implementacio´n de estos metamodelos. Aunque a nivel
gra´fico y trabajando con XMI no parezca necesario, al final, las herramientas acaban o bien
haciendo una implementacio´n en algu´n lenguaje de propo´sito general, o bien definiendo
su propio lenguaje para describir los metamodelos.
En este art´ıculo, se aboga por la aplicacio´n de los conceptos desarrollados en la ori-
entacio´n a aspectos para poder mejorar la reutilizacio´n de los metamodelos.
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