INTRODUCTION
The numerical solution of Partial Differential Equations (PDEs) is usually accomplished by performing a spatial and temporal discretization with subsequent solution of a large algebraic system of equations. 18 The spatial discretization is commonly performed via polyhedra, also called (finite) volumes or elements. The final assembly of these polyhedra yields the so-called mesh. The transition from an arbitrary surface description to a proper mesh still represents a difficult task. 7, 10 Considering the rapid advance of computer power, together with the perceived maturity of field solvers, an automatic transition from arbitrary surface description to mesh becomes mandatory. Two types of grids are most commonly used: body-conforming and embedded. For bodyconforming grids the external mesh faces match up with the surface (body surfaces, external surfaces, etc.) of the domain. This is not the case for the embedded approach (also known as ficticious domain, immersed boundary or Cartesian method), where the surface is placed inside a large mesh (typically a regular parallelepiped), with special treatment of the elements close to the surfaces. Considering the general case of moving or deforming surfaces with topology change, both approaches have complementary strengths and weaknesses: a) Body-Conforming Moving Meshes: the PDEs describing the flow need to be cast in an arbitrary Lagrangean-Eulerian (ALE) frame of reference, the mesh is moved in such a way as to minimize distortion, if required the topology is reconstructed, the mesh is regenerated and the solution reinterpolated. All of these steps have been optimized over the course of the last decade, and this approach has been used extensively. 2, 3, 5, 27 The body-conforming solution strategy exhibits the following shortcomings: the topology reconstruction can sometimes fail for singular surface points; there is no way to remove subgrid features from surfaces, leading to small elements due to geometry; reliable parallel performance beyond 16 processors has proven elusive for most general-purpose grid generators; the interpolation required between grids invariably leads to some loss of information; and there is an extra cost associated with the recalculation of geometry, wall-distances and mesh velocites as the mesh deforms. b) Embedded Fixed Meshes: the mesh is not body-conforming and does not move. Hence, the PDEs describing the flow can be left in the simpler Eulerian frame of reference. At every timestep, the edges crossed by CSD faces are identified and proper boundary conditions are applied in their vicinity. While used extensively 1, 8, 9, 11-13, 21-24, 26, 29 this solution strategy also exhibits some shortcomings: the boundary, which has the most profound influence on the ensuing physics, is also the place where the worst elements are found; at the same time, near the boundary, the embedding boundary conditions need to be applied, reducing the local order of approximation for the PDE; no stretched elements can be introduced to resolve boundary layers; adaptivity is essential for most cases; and there is an extra cost associated with the recalculation of geometry (when adapting) and the crossed edge information. The development of the present embedded, adaptive fixed mesh capability was prompted by the inability of Computational Structural Dynamics (CSD) codes to ensure strict no-penetration during contact. Several blast-ship interaction simulations revealed that the amount of twisted metal was so considerable that any enforcement of strict no-penetration (required for consisted topology reconstruction) became impossible. Hence, at present the embedded approach represents the only viable solution.
In what follows, we denote by CSD faces the surface of the computational domain that is embedded. We implicitly assume that this information is given by a triangulation, which typically is obtained from a CAD package via STL files, remote sensing data or from a CSD code in coupled fluid-structure applications.
TREATMENT OF EMBEDDED SURFACES
Two basic approaches have been proposed to modify field solvers in order to accommodate embedded surfaces: force-based and kinematics-based. The first type applies an equivalent balancing force to the flowfield in order to achieve the kinematic boundary required at the embedded surface. 24, 25 The second approach, followed here, is to apply kinematic boundary conditions at the nodes close to the embedded surface. Depending on the required order of accuracy and simplicity, a first or second-order (higher-order) scheme may be chosen to apply the kinematic boundary conditions. Figure 1 illustrates the basic difference between these approaches. -Forming boundary coefficients to achieve flux balance;
-Applying boundary conditions for the end-points of the crossed edges based on the normals of the embedded surface.
A second-order scheme can be achieved by:
-Duplicating the edges crossing the embedded surface;
-Duplicating the end-points of crossed edges;
We note that in either case CFD edges crossed by CSD faces are modified/duplicated. Given that an edge/face crossing is essentially the same in 2-D and 3-D, these schemes are rather general.
DETERMINATION OF CROSSED EDGES
Given the CSD triangulation and the CFD mesh, the first step is to find the CFD edges cut by CSD faces. This is performed by building first a bin or octree of the CSD faces. Then, a (parallel) loop is performed over the edges. For each edge, the bounding box of the edge is built. From the bin or octree, all the faces in the region of the bounding box are found. This is followed by an in-depth test to determine which faces cross the given edge. The crossing face closest to each of the edge end-nodes is stored. This allows to resolve cases of thin gaps or cusps. Once the faces crossing edges are found, the closest face to the end-points of crossed edges is also stored. This allows to apply boundary conditions for the points close to the embedded surface. A comparison of CPU requirements for both data structures (octree, bin) revealed that the bin is approximately an order of magnitude faster. This comparison extended to many cases, and seems to be very consistent. The main reason seems to be that both during storage and retrieval of information the number of jumps in memory (and hence cache-misses) is much lower for the bin than for the octree. Even if the bin yields more repeated faces from a query, these can be removed using local storage techniques (e.g. hash tables) in a very fast way, more than compensating for additional jumps in memory. For transient problems, the procedure described above can be improved considerably. The key assumption is that the CSD triangulation will not move over more than 1-2 elements during a timestep. If the topology of the CSD triangulation has not changed, the crossed-edge information from the previous timestep can be re-checked. The points of edges no longer crossed by a face crossing them in the previous timestep are marked, and the neighbouring edges are checked for crossing. If the topology of the CSD triangulation has changed, the crossed-edge information from the previous timestep is no longer valid. However, the points close to cut edges in the previous timestep can be used to mark 1-2 layers of edges. Only these edges are then re-checked for crossing.
FIRST ORDER TREATMENT
The first order scheme is the simplest to implement. Given the CSD triangulation and the CFD mesh, the CFD edges cut by CSD faces are found and deactivated. Considering an arbitrary field point , the time-advancement of the unknowns ¡ £ ¢ for an explicit edge-based time integration scheme 18 is given by: Note that the value of the modified mass-matrix can never fall below half its original value, implying that timestep sizes will always be acceptable. For the new boundary points belonging to cut edges the proper PDE boundary conditions are required. In the case of flow solvers, these are either an imposed velocity or an imposed normal velocity. For limiting and higher-order schemes, one may also have to impose boundary conditions on the gradients. The required surface normal and boundary velocity are obtained directly from the closest CSD face to each of the new boundary points. These low-order boundary conditions may be improved by extrapolating the velocity and pressure gradients from the surface with field information. 19 
HIGHER ORDER TREATMENT
As stated before, a higher-order treatment of embedded surfaces may be achieved by using ghost points or mirrored points to compute the contribution of the crossed edges to the overall solution. This approach presents the advantage of not requiring the modification of the mass matrix as all edges (even the crossed ones) are taken into consideration. It also does not require an extensive modification of the various solvers. On the other hand, it requires more memory due to duplication of crossed edges and points, as well as (scalar) CPU time for renumbering/reordering arrays. Particularly for moving body problems, this may represent a considerable CPU burden. By duplicating the edges, the points are treated in the same way as in the original (non-embedded) case. The boundary conditions are imposed indirectly by mirroring and interpolating the unknowns as required. 19 Proper handling of the interpolation is also required as the element used for the interpolation might either be crossed (Figure 2a) or not exist (Figure 2b ). 
DEACTIVATION OF INTERIOR REGIONS
For highly distorted CSD surfaces, or for CSD surfaces with thin reentrant corners, all edges surrounding a given point may be crossed by CSD faces (see Figure 3) . The best way to treat such points is to simply deactivate them, 18 chapter 16.
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This deactivation concept can be extended further in order to avoid unnecessary work for regions inside solid objects. Two approaches were pursued in this direction: seed points and automatic deactivation. We denote by seed points points that the user specifies as being in/outside an object. The closest CFD field point to a seed point is then obtained. Starting from this point, additional points are added using an advancing front (nearest neighbour layer) algorithm, and flagged as in/active. The procedure stops once points that are attached to crossed edges have been reached. For complex geometries with moving surfaces, the manual specification of seed points becomes impractical. An automatic way of determining which regions correspond to the flowfield one is trying to compute and which regions correspond to solid objects immersed in it is then required. The algorithm employed starts from the edges crossed by embedded surfaces. For the end-points of these edges an in/outside determination is attempted. This is non-trivial, particularly for thin or folded surfaces. 19 Once the points have been marked as active/inactive, the element and edge-groups required for vectorization are inspected in turn. As with spacemarching, 15 the idea is to move the active/inactive if-tests to the element/edge-groups level in order to simplify and speed up the core flow solver.
EXTRAPOLATION OF THE SOLUTION
For problems with moving boundaries, mesh points can switch from one side of a surface to another (see Figure 4) . For these cases, the solution must be extrapolated from the proper state. The conditions that have to be met for extrapolation are as follows:
a) The edge was crossed at the previous timestep and is no longer crossed;
b) The edge has one field point (the point donating unknowns) and one boundary point (the point receiving unknowns); and c) The CSD face associated with the boundary point is aligned with the edge. 
ADAPTIVE MESH REFINEMENT
Adaptive mesh refinement is very often used to reduce CPU and memory requirements without compromising the accuracy of the numerical solution. For transient problems with moving discontinuities, adaptive mesh refinement has been shown to be an essential ingredient of production codes. 5, 16, 17 For embedded CSD triangulations, the mesh can be refined automatically close to the surfaces. This has been done in the present case by including two additional refinement indicators (on top of the usual ones based on the flow variables). The first one looks at the edges cut by CSD faces, and refines the mesh to a certain element size or refinement level. The second, more sophisticated indicator, looks at the surface curvature, and refines the mesh only in regions where the element size is deemed insufficient.
LOAD/FLUX TRANSFER
For fluid-structure interaction problems, the forces exerted by the fluid on the embedded surfaces need to be evaluated. This is done by computing first the stresses (pressure, shear stresses) in the fluid domain, and then interpolating this information to the embedded surface triangles. In principle, the integration of forces can be done with an arbitrary number of Gauss-points per embedded surface triangle. In practice, one Gauss-point is used most of the time. The task is then to interpolate the stresses to the Gauss-points on the faces of the embedded surface. For each Gauss-point required, the closest interpolating points are obtained with the following steps:
-Obtain a search region to find close points; this is typically of the size of the current face the Gauss-point belongs to, and is enlarged or reduced depending on the number of close points found;
-Obtain the close faces of the current surface face;
-Remove from the list of close points those that would cross close faces that are visible from the current face, and that can in turn see the current face (see Figure 5) ; -Order the close points according to proximity and boundary/ field point criteria;
-Retain the best¡ close points from the ordered list.
The close points and faces are obtained using octrees for the points and a bin or modified octree for the faces. 
EXAMPLES
The embedded CSD technique has been in use for more than two years, and has been benchmarked, as well as applied to numerous examples. 6, 19, 20 For lack of space, we only include a few representative cases here. Figure 7 shows the interaction of an explosion with a generic ship hull. For this fully coupled CFD/CSD run, the structure was modeled with quadrilateral shell elements, the (inviscid) fluid as a mixture of high explosive and air, and mesh embedding was employed. The structural elements were assumed to fail once the average strain in an element exceeded 60%. As the shell elements failed, the fluid domain underwent topological changes. Figures 7a-d show the structure as well as the pressure contours in a cut plane at two times during the run. The influence of bulkheads on surface velocity can clearly be discerned. Note also the failure of the structure, and the invasion of high pressure into the chamber. The distortion and inter-penetration of the structural elements is such that the traditional moving mesh approach (with topology reconstruction, remeshing, ALE formulation, remeshing, etc.) will invariably for this class of problems. In fact, it was this particular type of application that led to the development of the present embedded CSD capability. Figure 8 . The fact that this case was run 'blind', i.e. without user intervention from start to finish, attests to the power of the embedded approach where applicable.
CONCLUSIONS AND OUTLOOK
A CFD solver based on unstructured, body conforming grids has been extended to treat embedded or immersed CSD surfaces given by triangulations. The key modification of the original, edge-based solver is to zero out all geometry-parameters (essentially the normals) belonging to edges cut by CFD faces. In order to guarantee a minimum level of accuracy, additional boundary points, belonging to the end-points of cut edges, are introduced. The boundary conditions are enhanced further by extrapolating velocities (for Navier-Stokes) and/or pressure normals. Alternatively, higher-order boundary conditions may be imposed by duplicating the crossed edges and their end-points. Adaptive mesh refinement based on proximity to or the curvature of the embedded CSD surfaces is used to enhance the accuracy of the solution. User-defined or automatic deactivation for the regions inside immersed solid bodies is employed to avoid unnecessary work. Several examples have been included that show the viability of this approach for viscous and inviscid flow problems. Future work will center on improved boundary conditions, faster crossing checks for transient problems, volume to mesh gridding 20 and link to DPM.
