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Abstrakt 
Tato bakalářská práce se zabývá základy vykreslování krajiny v počítačových hrách. Vysvětluje 
základní principy tvorby počítačové grafiky a jednotlivě implementaci tří částí krajiny – terénu, vodní 
hladiny a oblohy. Detailněji popisuje algoritmy Brute force a ROAM pro vykreslování terénu 
a srovnává dosažené výsledky obou metod. 
 
 
 
 
Abstract 
This bachelor thesis shows the basics of landscape rendering in computer games. It explains 
fundamental principles of computer graphics creation and implementation of the three parts of the 
landscape – terrain, water surface and the sky. In more detail it describes Brute force and ROAM 
algorithms for terrain rendering and compares the achieved results of the both of them. 
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1 Úvod 
Díky neustále klesajícím cenám výpočetní techniky jsou stále rozšířenější osobní počítače s čím dál 
výkonnějšími procesory a grafickými akcelerátory, které dovolují tvůrcům jedněch z nejnáročnějších 
aplikací – počítačových her – dosahovat realističtějšího vzhledu, než bylo doposud možné. 
V současných počítačových hrách hraje vizuální zpracování velmi důležitou roli, někdy bohužel i na 
úkor hratelnosti. Hráči ovšem vyžadují co nejrealističtější obraz, který je dokáže vtáhnout do děje, a 
kvůli tomu jsou ochotni utrácet nemalé částky jak za samotné hry, tak i za velmi silné počítače, které 
by stačily jejich nemalým nárokům. Realistické zobrazení venkovní krajiny je tedy nedílnou součástí 
všech moderních počítačových her odehrávajících se v exteriérech. 
V následující kapitole Grafika v počítačových hrách si řekneme, co se vlastně tímto pojmem 
myslí, jak je veškerá grafika tvořena a jaké jsou jednotlivé části počítačové krajiny. 
V třetí kapitole nazvané Terén popíšeme, jakými způsoby je možné definovat základní tvar 
povrchu krajiny, jak tento tvar vytvořit tak, aby vypadal přírodně a věrohodně, čeho je třeba pro jeho 
realistické obarvení, jak správně simulovat osvětlení terénu sluncem a nakonec optimální způsob 
vykreslení všech těchto dílčích částí pomocí grafické karty. 
V další kapitole Voda prozkoumáme fyzikální vlastnosti této nedílné součásti venkovních 
počítačových her, jako je odraz a lom světla na jejím povrchu a síly způsobující její vlnění, a dále si 
popíšeme, jak tyto vlastnosti úspěšně simulovat v prostředí počítačové grafiky. 
V kapitole Obloha si objasníme fyzikální vlastnosti poslední z hlavních částí krajiny, například 
proč její barvu vnímáme jako modrou a jak vznikají barevné efekty při západu slunce. Poté uvedeme 
způsob zjednodušení tohoto modelu tak, aby vypadal přirozeně a zároveň byl co nejjednodušší. 
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2 Grafika v počítačových hrách 
Počítačová grafika je součástí oboru Informatika, která se zabývá analýzou (interpretací) nebo 
tvorbou (syntézou, generováním) grafické obrazové informace, viz [1]. Ve své práci se zabývám 
prostorovou, tzv. 3D grafikou. 
2.1 3D grafika 
3D grafika je příbuzná vektorové 2D grafice, která ukládá grafická data ve formě geometrických dat, 
jako jsou souřadnice bodů, propojení mezi nimi a výplně tvarů. V 3D grafice je situace podobná, 
veškerá obrazová data jsou grafickou reprezentací abstraktních objektů, které jsou vytvořeny 
v trojrozměrném prostoru. 
2.1.1 Objekty v 3D grafice 
Aby bylo možné vykreslovat celou scénu počítačové hry, která může obsahovat stovky i tisíce 
objektů, v reálném čase, jsou tyto objekty v současnosti nejčastěji reprezentovány popisem tvaru 
jejich povrchu. Ten se skládá z trojúhelníků (faců), což jsou základní stavební prvky 3D grafiky. 
Každý face je určen třemi body v prostoru (vertexy), které mohou jednotlivé facy mezi sebou sdílet. 
Vertex může nést kromě informace o pozici v prostoru také údaje o barvě a další prakticky libovolná 
data použitelná například pro speciální efekty. 
Na obrázku 2.1 je ukázka jednoduchého objektu vytvořeného pro 3D grafiku. 
 
 
Obrázek 2.1: Model koule – vlevo drátěný model, vpravo obarvený model. 
2.1.2 Osvětlení objektů 
Na obrázku 2.1 je vidět, že pouze obarvený objekt nevypadá příliš trojrozměrně, je spíše plochý. Aby 
objekty v 3D grafice získaly efekt prostorovosti, musíme je správně vystínovat podle osvětlení. Při 
své práci jsem se zaměřil na programování her s využitím Microsoft DirectX API, jelikož jej 
v současné době používá většina komerčních her, takže zde popíši světelný model implementovaný 
v tomto rozhraní, který kombinuje Gouraudův model se zjednodušeným Phongovým modelem, 
viz [2]. 
Výsledná barva se počítá pro jednotlivé vertexy objektu a je určena intenzitou dopadajícího 
světla a materiálem objektu, který definuje pět vlastností: 
 Barva povrchu (diffuse) 
 Barva přijímaná od okolního osvětlení (ambient) 
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 Barva odlesků (specular) 
 Barva vlastního vyzařovaného světla (emissive) 
 Ostrost odlesků (power) 
Barvy jsou v barevném modelu RGB (červená, zelená, modrá) a každá barevná složka je 
představována reálnou hodnotou v rozsahu 0 (nezastoupena vůbec) až 1 (plně zastoupena). 
Na osvětlení objektů se mohou podílet tři druhy světel: 
 Směrové – směr paprsků je určen pouze směrovým vektorem (za směrové světlo lze 
považovat například slunce) 
 Bodové – světlo se šíří z jednoho bodu všemi směry 
 Spotlight (reflektor) – světlo se šíří z jednoho bodu jen v určitém rozsahu (tvoří 
světelný kužel) 
Navíc je každé světlo určeno barvami typu diffuse, ambient a specular, které mají podobný 
význam jako u materiálu objektu, a celá scéna ještě může mít přiřazenu barvu globálního okolního 
osvětlení, které ovlivní všechny objekty ve scéně (v tmavých scénách je dobré toto globální osvětlení 
využít, aby se objekty nejevily úplně černé – absolutní tma se většinou nevyskytuje). Finální barva 
bodu je vypočítána podle rovnice: 
 
𝑂𝑠𝑣ě𝑡𝑙𝑒𝑛í = 𝑂𝑘𝑜𝑙𝑛í 𝑠𝑣ě𝑡𝑙𝑜 + 𝑂𝑠𝑣ě𝑡𝑙𝑒𝑛í 𝑝𝑜𝑣𝑟𝑐𝑕𝑢 + 𝑂𝑑𝑙𝑒𝑠𝑘𝑦 + 𝑉𝑙𝑎𝑠𝑡𝑛í 𝑧ář𝑒𝑛í  (2.1) 
 
Okolní světlo je vyjádřeno jako: 
 
𝑂𝑘𝑜𝑙𝑛í 𝑠𝑣ě𝑡𝑙𝑜 = 𝐶𝑎 ∙  𝐺𝑎 +  𝐿𝑎𝑖
𝑛
𝑖=0
  (2.2) 
 
kde Ca je barva okolí (ambient) materiálu, Ga je globální barva okolí (ambient), n je počet světel ve 
scéně a Lai je barva okolí (ambient) i-tého světla. 
Pro správné Osvětlení povrchu vyžaduje DirectX, aby každý vertex obsahoval informaci o jeho 
normále, tedy jeho orientaci v prostoru. Kromě ní musíme také znát směr světla dopadajícího na daný 
bod – u směrového osvětlení je pro všechny body stejný a pevně daný, pro ostatní druhy světel je to 
vektor z daného vertexu k pozici světla; tento vektor je počítán automaticky. Z těchto informací již 
lze spočítat Osvětlení povrchu pomocí vztahu: 
 
𝑂𝑠𝑣ě𝑡𝑙𝑒𝑛í 𝑝𝑜𝑣𝑟𝑐𝑕𝑢 =   𝐶𝑑 ∙ 𝐿𝑑𝑖 ∙  𝑁 • 𝐿𝑑𝑖𝑟𝑖   
𝑛
𝑖=0
 (2.3) 
 
kde n je počet světel ve scéně, Cd je barva povrchu (diffuse) materiálu, Ldi je barva povrchu (diffuse) 
i-tého světla, N je normála bodu, Ldiri je vektor směru z daného bodu ke i-tému světlu a znak • 
vyjadřuje skalární součin vektorů. 
Odlesky jsou založeny na zjednodušeném Phongově modelu, pro jehož aplikaci je nutné znát 
tzv. prostřední (halfway) vektor. Ten leží uprostřed mezi vektorem z daného bodu ke světlu a 
vektorem z daného bodu k pozici kamery (pozorovatele). Tento vektor je také počítán automaticky 
pomocí následujícího vztahu: 
 
𝐻 = 𝑛𝑜𝑟𝑚 𝑛𝑜𝑟𝑚 𝐶𝑃 − 𝑉𝑃 + 𝐿𝑑𝑖𝑟   (2.4) 
 6 
kde CP je pozice kamery, VP je pozice bodu, Ldir je vektor směru ke světlu a norm je funkce pro 
normalizaci vektoru (změna jeho délky na jednotkovou). Samotné Odlesky se poté spočítají podle: 
 
𝑂𝑑𝑙𝑒𝑠𝑘𝑦 = 𝐶𝑠 ∙   𝐿𝑠𝑖 ∙  𝑁 • 𝐻 
𝑃 
𝑛
𝑖=0
 (2.5) 
 
kde Cs je barva odlesků (specular) materiálu, n je počet světel ve scéně, Lsi je barva odlesků (specular) 
světla, N je normála bodu, H je halfway vektor, P je ostrost odlesků (power) materiálu a znak • 
vyjadřuje skalární součin vektorů. 
Poslední a nejjednodušší složkou světleného modelu je Vlastní záření: 
 
𝑉𝑙𝑎𝑠𝑡𝑛í 𝑧ář𝑒𝑛í = 𝐶𝑒  (2.6) 
 
kde Ce je barva vlastního záření (emissive) materiálu. 
Efekty jednotlivých složek osvětlení jsou vidět na obrázku 2.2, výsledek celého světelného 
modelu zachycuje obrázek 2.3. 
 
 
Obrázek 2.2: Složky světelného modelu; zleva: ambient, diffuse, specular a emissive. 
 
 
Obrázek 2.3: Výsledek vzniklý složením jednotlivých složek světelného modelu. 
 
Z výsledku je patrný vliv rozlišení drátového modelu na přesnost osvětlení – správné hodnoty 
jsou spočítány pouze ve vertexech, pro ostatní pixely je díky Gouraudovu modelu barva lineárně 
interpolována, což hlavně pro odlesky nevytváří přesný výsledek. Tento způsob se nazývá per-vertex 
lighting, mnohem přesnějších výsledků lze dosáhnout naprogramováním vlastních algoritmů pro 
per-pixel lighting pomocí shaderů. Tyto techniky si podrobněji popíšeme dále ve čtvrté kapitole 
nazvané „Voda“. 
Světla mohou obsahovat ještě další parametry ovlivňující zeslabování jejich účinků se 
vzdáleností, tyto byly ovšem kvůli zjednodušení z rovnic vynechány – podrobnosti viz [2]. Pro 
mnohem detailnější popis osvětlovacích technik Vás odkážu na [3]. 
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2.1.3 Textura objektů 
Samotná barva a osvětlení objektům příliš realistický vzhled nedají, takže se používá ještě jedna 
základní technika pro přidání detailů povrchům objektů – texturování. Textura je popis detailní 
struktury povrchu objektu, nezávislý na jeho geometrii, viz [1]. Nejrozšířenější textury jsou ve formě 
dvourozměrných obrázků, jejichž body jsou mapováním nanášeny na povrch objektů. Mapování 
určuje, jakým způsobem je textura nanesena na povrch – může se například opakovat, být různě 
deformována a podobně. 
Kromě předem vytvořených obrázkových textur jsou používány také tzv. procedurální textury, 
které jsou popsány matematickými funkcemi, a jejich vzhled je generován za běhu programu. 
Takovéto textury dosahují díky jejich analytickému popisu prakticky neomezené úrovně detailů, 
jejich použití je ovšem složitější a také jsou náročnější na výpočetní výkon počítače. Procedurální 
textury jsou nejčastěji používány pro simulaci povrchu přírodních materiálů, které bývají většinou 
nepravidelné, jako jsou dřevo nebo štěrk. 
Textury bývají také využívány pro celou řadu speciálních efektů jako je bump mapping (efekt 
nerovnosti povrchu objektů s nízkým rozlišením geometrie) nebo s využitím vykreslování scény do 
dynamických textur například environtmental mapping (efekt lesklého povrchu objektu, který zrcadlí 
své okolí – opět detailněji popíšeme v kapitole „Voda“) a v neposlední řadě také pro osvětlení scény 
statickými světly, které lze předpočítat a tím ušetřit výkon počítače – tzv. light mapping. 
Na obrázku 2.4 lze vidět ukázku jednoduchého použití textury pro přidání detailů objektu. 
 
 
Obrázek 2.4: Jednoduchá textura (vlevo) a její namapování na kouli (vpravo). 
2.2 Krajina v počítačových hrách 
Krajina je velmi důležitou součástí moderních počítačových her a perfektní zvládnutí jejího 
realistického vykreslování může ke hře přitáhnout obrovskou hráčskou skupinu. Jako příklad vidíte na 
obrázku 2.5 ukázku ze hry Crysis, kde je celé reálné prostředí zvládnuto velmi bravurně a dokáže 
člověka naprosto vtáhnout do děje. 
Jak je z obrázku patrné, krajinu tvoří tři hlavní části – terén, voda a obloha. Na realističnosti 
prostředí navíc velmi přidají přírodní útvary, jako jsou stromy, skály a kameny. V následujících 
kapitolách si ukážeme, jaké techniky lze využít pro tvorbu jednotlivých prvků prostředí. 
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Obrázek 2.5: Ukázka prostředí ze hry Crysis. 
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3 Terén 
Terén je, dle mého názoru, nejdůležitější částí krajiny, jelikož představuje povrch, po kterém se 
všichni hráči i počítačem ovládaní protivníci pohybují, čímž vymezuje prostor pro hraní, a tvoří 
přírodní překážky, takže je velmi důležité založit svou strategii hry na jeho tvaru. V této kapitole 
ukážu základní techniky používané k vytvoření a vykreslení herního terénu. 
3.1 Určení tvaru povrchu 
Povrch terénu se liší od povrchu jiných objektů tím, že zpravidla bývá velmi rozsáhlý, takže 
uchovávání všech jeho geometrických dat by nebylo příliš efektivní. Z tohoto důvodu se zpravidla pro 
ukládání tvaru terénu využívá odlišných technik. 
3.1.1 Výšková mapa 
Výškovou mapu si lze představit jako dvourozměrný obrázek ve stupních šedi, který ovšem místo 
barvy jednotlivých bodů zachycuje jejich výšku – bílá se využívá pro nejvyšší body a černá pro 
nejnižší, viz obrázek 3.1. 
Mezi výhody tohoto přístupu patří: 
 S takovouto mapou se velmi snadno manipuluje pomocí jakéhokoliv grafického 
softwaru 
 Existuje mnoho programů specializovaných přímo na tvorbu výškových map 
 Také práce ve hře je s ní velice jednoduchá 
 Lze použít mnoho procedurálních algoritmů pro její automatické generování ať už 
dopředu nebo v reálném čase za běhu hry 
Jejími nevýhodami jsou: 
 Závislost detailů zobrazovaného terénu na rozlišení výškové mapy (toto neplatí, pokud 
je výšková mapa generována za běhu pomocí některého z procedurálních algoritmů) 
 Vzhledem k tomu, že výšková mapa definuje pro každý bod pouze jednu výšku, nelze 
pomocí ní vytvářet jeskyně a podobné přírodní útvary 
 
 
Obrázek 3.1: Příklad výškové mapy. Vlevo výšková mapa, uprostřed terén vygenerovaný 
pomocí této mapy, vpravo drátěný model stejného terénu. 
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3.1.2 Křivky 
Další metodou popisu terénu je využití křivek. V tomto případě definujeme povrch sérií kontrolních 
bodů a všechny ostatní body mezi nimi interpolujeme pomocí předem daného typu křivek – pro tento 
účel se hodí například splajny (viz [5]), popřípadě NURBS křivky (viz [6] a obrázek 3.2). 
Výhodami použití křivek jsou: 
 Neomezená úroveň detailů díky matematické povaze křivek 
 Kontrolní body lze určit kdekoliv v trojrozměrném prostoru, není tedy problém 
vytvářet tunely a jeskyně 
 Intuitivnější modelování terénu 
Následující nevýhody však v současnosti převažují nad výhodami a brání tak masovějšímu 
rozšíření této techniky: 
 Momentálně prakticky neexistuje software specializovaný na tuto metodu, ale lze 
použít modelovací nástroje typu Autodesk 3ds Max 
 Je nutné implementovat vlastní způsoby uchovávání dat (kontrolních bodů) 
 Interpolace terénu je časově náročná, i když s využitím geometry shaderů 
představených v Shader Modelu 4.0 již lze implementovat plně hardwarově 
 Obtížné mapování textur na takto vygenerovaný povrch 
 
 
Obrázek 3.2: Příklad povrchu tvořeného NURBS křivkami. Vlevo síť řídících bodů, 
vpravo drátěný model výsledného povrchu. 
3.2 Tvorba výškové mapy 
Jelikož nevýhody výškových map nejsou tak zásadní, je tento přístup stále nejrozšířenějším způsobem 
práce s terény v počítačové grafice (viz [4]), takže i já jsem se rozhodl využít této metody. 
Pro tvorbu výškové mapy lze použít dva postupy, které si popíšeme v následujících 
podkapitolách, popřípadě také kombinaci obou, čímž využijeme všech výhod – můžeme například 
ručně určit základní tvar terénu a tomu poté přidat neomezené množství jemných detailů za použití 
procedurálních technik. 
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3.2.1 Ruční tvorba 
Tento postup spočívá v tom, že si vybereme některý z volně dostupných, popřípadě komerčních 
nástrojů pro práci s výškovými mapami, a sami si pomocí něj vytvoříme vlastní výškovou mapu. 
Díky tomuto přístupu máme absolutní kontrolu nad celým vzhledem našeho výsledného terénu, avšak 
takováto práce může být velmi časově náročná a složitá. 
Podle našich preferencí si můžeme zvolit jeden ze dvou způsobů – buď můžeme využít 
software přímo pro kreslení výškové mapy (většinou obyčejný kreslící software, např. Photoshop), 
nebo některý z nástrojů, který dovoluje tvorbu terénu přímo ve 3D a výsledek nakonec zvládne uložit 
ve formě výškové mapy (ať už některý z obecných modelovacích programů typu Autodesk 3ds Max 
nebo specializovaný software, jako je Bryce či Terragen). Využití modelování přímo v trojrozměrném 
prostoru se mi zdá jednodušší, navíc tyto programy nabízejí celou řadu nástrojů, které dokážou práci 
s terénem velmi zpříjemnit. 
Nevýhodou tohoto přístupu je, že vytvořená výšková mapa má pevné rozlišení, takže disponuje 
pouze omezenou úrovní detailů. Samozřejmě lze vytvořit opravdu velkou výškovou mapu 
s obrovským rozlišením, potom však narazíme na problémy s uchováváním a načítáním takového 
množství dat. Vždy je tedy třeba najít správný kompromis mezi úrovní detailů a velikostí mapy. 
Příklad ručně vytvořené výškové mapy, představující koryto řeky a kopec, najdete na 
obrázku 3.3. 
 
 
Obrázek 3.3: Vlevo ručně vytvořená výšková mapa, vpravo příslušný povrch. 
3.2.2 Automatické generování 
Druhou možností je využít některý z algoritmů pro automatické vygenerování terénu, ať už dopředu 
s uložením do fixní výškové mapy, nebo procedurálně za běhu hry. 
Procedurální přístup má výhodu v tom, že umožňuje vytvářet neopakovatelné terény s přesností 
na nejmenší podrobnosti. Bohužel i přes zvyšující se taktovací frekvence a nástup nových technologií 
je výpočetní výkon počítačů stále omezen, a zvláště v počítačových hrách je využit na maximum, 
takže je nutné hledat co nejefektivnější implementaci algoritmů, aby bylo možné použít sílu počítače 
i na další náročné výpočty, jako jsou umělá inteligence či simulace fyziky. 
Naopak předgenerování výškové mapy může být výhodné, jelikož takto vytvořenou výškovou 
mapu můžeme ještě dále ručně upravovat k dokonalosti, ovšem opět se setkáváme s problémem 
omezené úrovně detailů. 
Pro automatické vytváření terénu se nejčastěji používají následující algoritmy. 
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3.2.2.1 Fault Formation 
Tento algoritmus se snaží velmi jednoduše simulovat způsob, jakým v přírodě vznikají některé hory a 
další geologické útvary, čímž se mu daří generovat poměrně hladký povrch. Jeho původní návrh je 
popsán v [7] a v této podobě se používá dodnes. 
Princip algoritmu je založen na iterativním vytváření zlomů v povrchu a následném aplikování 
filtru typu dolní propust pro simulaci eroze. V prvním kroku začneme s naprosto plochým terénem a 
vytvoříme náhodnou přímku, která jej protíná. Poté všechny body výškové mapy ležící na jedné 
straně přímky zvýšíme o určitou hodnotu a body na druhé straně přímky o určitou hodnotu snížíme, 
a tento postup opakujeme zadaným počtem iterací, viz obrázek 3.4. 
 
 
Obrázek 3.4: Princip algoritmu Fault Formation. 
 
Klíčem k vygenerování přírodně vyhlížejícího povrchu je použít dostatečný počet iterací 
a v každém kroku lineárně snížit hodnotu, kterou používáme pro zvýšení a snížení bodů. Jako 
počáteční hodnota pro zvýšení se obvykle používá rozsah hodnot výškové mapy, ale ručním 
nastavením této hodnoty je možné ovlivnit vygenerovaný terén. Další kontroly nad vzhledem 
výsledného povrchu lze dosáhnout zavedením parametru, který dále ovlivní velikost hodnoty pro 
snížení bodů tak, aby se nerovnala hodnotě pro zvýšení, čímž dosáhneme podoby následujících rovnic 
pro zvýšení a snížení: 
 
𝑍𝑣ýš𝑒𝑛í = 𝑕 ∙  1 −
𝑖
𝑛
  (3.1) 
 
𝑆𝑛íž𝑒𝑛í = 𝑍𝑣ýš𝑒𝑛í ∙ 𝑐 (3.2) 
 
kde h je počáteční hodnota zvýšení bodů, i je číslo aktuální iterace, n je celkový počet iterací a 
c je parametr pro ovlivnění hodnoty snížení. 
Na obrázku 3.5 vlevo je ukázka aplikace 1000 kroků tohoto algoritmu. Jak je vidět, pro velké 
mapy nestačí ani takto vysoký počet iterací pro dostatečné vyhlazení povrchu, stále jsou jasně vidět 
jednotlivé zlomy vzniklé při tvoření terénu, proto je nutné zavést ještě filtr typu dolní propust 
simulující erozi. Tento filtr projde celou výškovou mapu a do hodnoty každého bodu zahrne podle 
zadaného poměru také hodnoty čtyř jeho sousedních bodů. Vztah pro filtr je: 
 
𝑕𝑛𝑒𝑤 =  1 − 𝑓 ∙ 𝑕𝑜𝑙𝑑 +
𝑓
4
 𝑕𝑙𝑒𝑓𝑡 + 𝑕𝑟𝑖𝑔𝑕𝑡 + 𝑕𝑢𝑝 + 𝑕𝑑𝑜𝑤𝑛   (3.3) 
 
kde hnew je nová hodnota bodu, hold je stará hodnota bodu, f je parametr filtru a hleft, hright, hup a 
hdown jsou původní hodnoty sousedních bodů vlevo, vpravo, nahoře a dole v tomto pořadí. Na 
obrázku 3.5 vpravo je vidět aplikace tohoto filtru. 
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Obrázek 3.5: Fault formation algoritmus. Vlevo bez aplikace filtru, vpravo s filtrem. 
 
3.2.2.2 Midpoint Displacement (vychýlení středu) 
Pokud byste raději chtěli chaotičtější terén, midpoint displacement je ten pravý algoritmus. Snaží se 
simulovat pohoří vzniklá pohyby tektonických desek, čímž vytváří mnohem nerovnější povrch. Je 
znám také jako Plasma fractal či Diamond-square algoritmus, viz [8]. 
Princip si ukážeme nejdříve v jednom rozměru. Začneme s vodorovnou úsečkou a v prvním 
kroku najdeme její střed a ten vychýlíme o náhodnou výšku ze zadaného rozsahu. V každém dalším 
kroku poté uděláme rekurzivně to samé s oběma polovinami úsečky z kroku předchozího, avšak 
snížíme povolený rozsah hodnot (viz obrázek 3.6). Toho dosáhneme vynásobením rozsahu 
z předešlého kroku hodnotou 2-R, kde R představuje požadovanou drsnost terénu (nejlepších výsledků 
se dosahuje použitím hodnot v rozmězí od 0,25 do 1,5). 
 
 
Obrázek 3.6: 1D Midpoint displacement. Zleva začátek algoritmu, první a druhý krok. 
 
Ve dvou rozměrech je postup o něco složitější, jelikož v každém kroku je třeba udělat dvě akce. 
Postup tentokrát začíná s jedním plochým čtvercem. První akcí v kroku najdeme střed čtverce a ten 
vychýlíme o náhodnou hodnotu v zadaném rozsahu. Druhá akce poté spočívá v nalezení středů 
jednotlivých hran původního čtverce a jejich vychýlení o náhodnou hodnotu ve stejném rozsahu. 
V dalším kroku snížíme rozsah stejně jako v jednorozměrné verzi a rekurzivně zpracujeme čtyři nově 
vzniklé čtverce, viz obrázek 3.7. 
Ukázky výsledků algoritmu Midpoint displacement s různými hodnotami R vidíte na 
obrázku 3.8. 
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Obrázek 3.7: 2D Midpoint displacement. Zleva počáteční body, bod získaný 1. akcí 
v 1. kroku, body z 2. akce 1. kroku, 1. akce 2. kroku a 2. akce 2. kroku. 
 
 
Obrázek 3.8: Ukázka různých hodnot R. Zleva: R = 0,5, R = 1,0, R = 1,5 a R = 5,0. 
3.2.2.3 Další postupy 
Pro vytvoření náhodného terénu lze využít prakticky jakýkoliv algoritmus generující šum, popřípadě 
také jiné přístupy. Poměrně dobrým kandidátem je Perlinův šum, kterému se ještě budu blíže věnovat 
v kapitole věnované vodě. Velmi zajímavým se také jeví použití metody Midpoint displacement 
společně s Voroného diagramy (Voronoi diagrams), díky nimž lze dosáhnout povrchů obsahujících 
relativně ploché části vhodných například pro strategické hry, kde je nutný rovný povrch, aby na něm 
mohli hráči stavět budovy. Tento přístup je popsán v [10]. 
3.3 Texturování 
Když máme vytvořený povrch, dalším krokem je vytvoření textury, která na něj bude přesně pasovat. 
Stejně jako u výškové mapy můžeme použít některý z kreslících programů a realistickou texturu si 
nakreslit, což ovšem vyžaduje dobrou znalost ovládání daného programu, čas a v neposlední řadě také 
talent. Mnohem jednodušší a hlavně rychlejší je vygenerovat texturu procedurálně přímo na míru 
výškové mapě. Takto vytvořenou texturu můžeme přímo použít nebo samozřejmě dále upravovat. 
Následující postupy jsou mnohem detailněji popsány v [9]. 
3.3.1 Procedurální generování textury 
Tato technika spočívá v tom, že si určíme, jakým materiálem bude tvořen povrch terénu v závislosti 
na jeho výšce – například na dně jezera budou kamínky, ty budou na úrovni vodní hladiny přecházet 
v písek, potom v trávu, výš na kopcích ve štěrk a na konec na vrcholcích hor bude sníh. Pro každý 
materiál buď vytvoříme, nebo získáme z internetu texturu, která bude tzv. „tileable“, neboli její okraje 
na sebe budou navazovat, takže ji bude možné skládat vedle sebe bez znatelných přechodů – toto je 
důležité, pokud má textura materiálu menší rozměr než je požadovaná velikost výsledné textury 
terénu. 
Nyní máme připravené vše potřebné pro náš algoritmus. Ten bude postupně procházet 
jednotlivé body výsledné textury, pro každý bod zjistí z příslušného bodu výškové mapy jeho výšku 
(pokud je rozlišení textury jiné než rozměr výškové mapy, je nutné výšku v daném bodě 
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interpolovat – můžeme zvolit jakýkoliv algoritmus podle vlastních preferencí) a podle ní interpoluje 
výslednou barvu bodu z připravených textur pro jednotlivé materiály. 
Příklad použití tohoto postupu je na obrázcích 3.9 a 3.10. Tuto metodu používá například volně 
dostupný software T2, který lze nalézt na URL: http://www.toymaker.info/html/texgen.html 
 
 
Obrázek 3.9: Textury pro jednotlivé materiály. 
 
 
Obrázek 3.10: Příklad výškové mapy a k ní procedurálně vygenerované textury. 
3.3.2 Detail mapa 
Dalšího zvýšení úrovně detailů můžeme dosáhnout poměrně jednoduchou metodou za použití tzv. 
detail mapy, což je většinou černobílá textura představující kamínky a malé praskliny, která se 
několikrát opakuje přes celý povrch terénu. Takto namapovaná je poté zkombinována s původní 
barevnou texturou povrchu – této technice se říká multitexturing, v současnosti ji podporují všechny 
grafické karty a její použití bývá v grafických API velice jednoduché. 
Na obrázku 3.11 je příklad takovéto detail mapy a na obrázku 3.12 ukázka terénu bez a s jejím 
použitím. Pro podrobnosti ohledně implementace multitexturingu v DirectX viz [2]. 
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Obrázek 3.11: Příklad detail mapy. 
 
 
Obrázek 3.12: Vlevo terén bez detail mapy, vpravo s detail mapou. 
3.4 Osvětlování 
Správnou metodou osvětlení terénu lze dosáhnout velmi realistického vzhledu. V této části si 
ukážeme některé základní postupy. 
3.4.1 Hardwarové osvětlení 
Tato technika spočívá ve využití světelného modelu vestavěného do DirectX. Její použití je velice 
jednoduché a rychlé, jejím problémem je však nutnost spočítání normály pro každý vertex tvořící 
terén. V případě statického terénu je možné normály předpočítat, pokud ovšem použijeme některý 
z dynamických postupů vykreslování terénu (který způsobí neustálé přeskupování vertexů terénu, viz 
dále), je nutné normály stále přepočítávat a navíc tato metoda způsobí, že změny ve vertexech terénu 
jsou mnohem více znatelné. 
Výhodou je velice jednoduchá změna denní doby, jelikož stačí jen změnit směr světla a o 
zbytek se postarají vestavěné mechanismy. Nevýhodou je, že v základu nenabízí možnost vrhání 
stínů, což působí nerealisticky, takže jsme stejně donuceni sami implementovat některou ze 
speciálních technik výpočtu oblastí ve stínu. 
3.4.2 Light mapa 
Druhou možností osvětlení terénu je použití tzv. light mapy (světelné mapy), kterou si lze představit 
jako texturu podobnou výškové mapě, ovšem místo informace o výšce nese údaje o světle 
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dopadajícím na každý bod. Tato textura se opět metodou multitexturingu zkombinuje s texturou 
povrchu, čímž terénu přidá novou úroveň realističnosti. 
První velkou výhodou light mapy je, že není závislá na úrovni detailů geometrie povrchu. 
Druhou předností je, že při přípravě výškové mapy můžeme využít některý z postupů pro výpočet 
stínů vrhaných terénem, viz další podkapitola. V neprospěch jejich použití hovoří závislost míry 
detailů osvětlení na rozlišení vytvořené light mapy. 
Na obrázku 3.13 je k vidění vliv použití light mapy na terén. 
 
 
Obrázek 3.13: Light mapa a její použití pro osvětlení terénu. 
3.4.3 Slope lighting 
Slope lighting (osvětlení podle sklonu) je metodou, která dokáže ze zadaného směru světla a výškové 
mapy vytvořit light mapu terénu včetně stínů vrhaných vrcholky hor a kopců. 
Jako první krok jsou zvlášť spočítány normály pro jednotlivé body výškové mapy – jsou nutné 
pro určení osvětlení v bodech, které neleží ve stínu. Vzhledem k povaze výškové mapy (každá 
normála musí ukazovat alespoň mírně nahoru) lze normálu v každém bodě aproximovat velice snadno 
vztahem: 
 
𝑁 = 𝑛𝑜𝑟𝑚 𝑕𝑙𝑒𝑓𝑡 − 𝑕𝑟𝑖𝑔𝑕𝑡 ;  1,0; 𝑕𝑑𝑜𝑤𝑛 − 𝑕𝑢𝑝   (3.4) 
 
kde N je normála v daném bodě, norm vyjadřuje normalizaci vektoru (úpravu jeho délky na 
jednotkovou) a hleft, hright, hup a hdown jsou výšky sousedních bodů vlevo, vpravo, nahoře a dole v tomto 
pořadí. 
Dalším krokem je samotné vygenerování light mapy. Algoritmus postupně prochází všechny 
body výsledné textury a pro každý z nich zjišťuje, zda se nachází ve stínu. Pokud ano, je mu pouze 
přiřazena předem určená barva osvětlení okolí (rovnice 3.5), pokud bod není zastíněn, je mu 
spočítáno osvětlení podle rovnice 3.6. 
 
𝑙 = 𝐿𝑎  (3.5) 
 
𝑙 = 𝐿𝑎 + 𝐿𝑑 ∙  𝑁 • 𝐿𝑑𝑖𝑟   (3.6) 
 
kde l je výsledná barva bodu light mapy, La je barva okolí světla, Ld je barva povrchu světla, N je 
normála v daném bodě a Ldir je směrový vektor světla. 
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Posouzení, zda daný bod leží ve stínu či ne, se děje na základě následujícího postupu. Ve 
výškové mapě najdeme bod odpovídající aktuálnímu bodu light mapy a zjistíme z něj skutečnou 
výšku ve scéně, ze které společně se souřadnicemi bodu určíme skutečnou pozici bodu ve scéně. Tuto 
pozici postupně upravujeme tak, že k ní přičítáme směrový vektor ke světlu a při každém posunu 
zkontrolujeme, zda bod výškové mapy odpovídající aktuální pozici, leží výše než aktuální pozice. 
Pokud ano, původní bod je v jeho stínu. Pokud ne, opakujeme posun tak dlouho, dokud nenarazíme 
na okraj výškové mapy, nebo aktuální výška není vyšší než maximální výška mapy – v obou 
případech jsme zjistili, že bod není zastíněn žádným jiným. 
Podrobněji je tento princip vysvětlen v [11] a [9]. Příklad aplikace je vidět na 
obrázku 3.14 - všimněte si stínů vrhaných horami osvětlenými sluncem zprava. 
Tento postup generuje poměrně realistické výsledky, ovšem hranice stínů jsou oproti 
skutečnosti velmi ostré – v přírodě jsou hranice stínů jemné, což je způsobeno rozptylováním 
a odrazem slunečních paprsků. 
Dalším problémem je, že algoritmus je poměrně pomalý pro rozlišení light map větší než 
256 x 256 pixelů, takže pokud je vyžadována větší míra detailů a osvětlení se za běhu hry mění, je 
nutné tento postup poněkud upravit. Jednou možností je zvětšit krok při posunu pozice ve fázi 
zjišťování, zda bod leží ve stínu, čímž zvýšíme rychlost průchodu, ovšem za cenu snížení přesnosti – 
je důležité najít správný kompromis. Pokud se osvětlení mění jen velmi pomalu (skutečný pohyb 
slunce po obloze), je možné při každém překreslení scény aktualizovat pouze malou část light mapy. 
Opět je nutné najít kompromis tak, aby nebylo příliš znatelné, že se light mapa obnovuje skokově po 
určitém čase. 
Třetí nevýhodou je, že takto osvětlený terén nevrhá stíny na ostatní objekty umístěné ve scéně, 
což by bylo možné vyřešit například vytvořením druhé výškové mapy, která by uchovávala výšku, ve 
které přechází světlo ve stín – každý objekt by byl poté porovnáván s touto výškovou mapou a části 
ležící pod její hranicí by byly zakryty stínem. 
 
 
Obrázek 3.14: Ukázka terénu osvětleného Slope lightingem. 
3.5 Vykreslování 
Když už umíme vytvořit výškovou mapu pro terén, pěknou texturu i realistické osvětlení, zbývá nám 
už jen celý terén vykreslit. Vykreslení terénu lze rozdělit na dva základní způsoby – tzv. brute force 
nebo s využitím CLOD (Continuous Level Of Detail) algoritmů. 
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3.5.1 Brute force 
Brute force, neboli hrubou silou, znamená, že při inicializaci aplikace vytvoříme terén v jeho 
kompletní a finální podobě, a celý jej posíláme k vykreslení grafické kartě. Takto vytvořený povrch 
nabízí nejvyšší možnou kvalitu pro předgenerované výškové mapy, jelikož pro každý bod výškové 
mapy je vytvořen jeden vertex, ale je také nejnáročnější na rychlost a propustnost grafického 
hardwaru. 
Základní postup vytvoření spočívá v tom, že vytvoříme mřížku vertexů o rozměrech výškové 
mapy a každému z nich přiřadíme výšku podle odpovídajícího bodu. Vertexy poté vyplníme facy 
podle obrázku 3.15. 
 
 
Obrázek 3.15: Příklad vytvoření sítě faců pro brute force algoritmus. 
 
S touto strukturou lze použít vykreslování pomocí triangle strips, což je na současném 
hardware nejrychlejší možný způsob, viz [2]. Jde o spojenou řadu faců, kde každý další face sdílí dva 
vertexy s předchozím, takže není nutné pro každý face specifikovat všechny tři body. Vždy na konci 
každého řádku je sice nutné vytvořit dva facy navíc pro přesun na další řádek, ale vzhledem k jejich 
nulové velikosti (všechny jejich body leží na jedné přímce) je grafický hardware velmi rychle vyloučí 
ze zpracování, takže dopad na výkon je zanedbatelný. Obrázek 3.16 ukazuje celý postup vykreslení, 
zeleně je označen výchozí směr, červeně jsou označeny nadbytečné facy pro přechod mezi řádky. 
 
 
Obrázek 3.16: Postup vykreslení terénu použitím triangle strips. 
 
Velmi výrazně se dá tento postup optimalizovat zavedením určité metody view frustum 
cullingu, což znamená zjišťování, které části terénu jsou viditelné a které ne, a grafické kartě se poté 
odešlou k vykreslení jen ty viditelné. Tuto kontrolu implementujeme tak, že z aktuální pozice a 
natočení kamery určíme šest rovin ohraničujících viditelnou oblast prostoru. Terén si již při 
inicializaci rozdělíme na menší části (tzv. patche) a před jeho vykreslením otestujeme každý patch, 
zda zasahuje do viditelného prostoru či ne, a dále do grafické karty pošleme jen ty, které ano. Na 
obrázku 3.17 je ilustrace této metody ve dvou rozměrech, ve 3D je situace analogická. Podrobnější 
popis postupu viz [12]. 
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Obrázek 3.17: 2D view frustum culling. 
 
3.5.2 Continuous Level Of Detail 
Tyto algoritmy se také nazývají dynamické, jelikož před každým vykreslením terénu upravují jeho 
povrch podle toho, na jaké pozici se nachází a kterým směrem je právě natočená kamera. Jsou 
složitější pro implementaci a mnohem více využívají výkon procesoru, ale dokážou velmi ulehčit 
práci grafické kartě, jelikož vytvářejí hustší síť faců na místech, kde je to opravdu potřeba, a naopak 
ubírají facy tam, kde je nejsou příliš důležité. Určování důležitosti bývá založeno na sklonu povrchu 
v daném místě a jeho aktuální vzdálenosti od kamery, takže rozložení trojúhelníků je řidší ve 
vzdálenějších místech a tam, kde se příliš nemění sklon terénu. Tyto algoritmy bývají založené na 
určitém druhu stromové organizace povrchu – čím níže ve stromové struktuře je část terénu zařazena, 
tím je detailnější a naopak. Navíc tyto algoritmy dovolují mnohem přesnější kontrolu frustum 
cullingu na úrovni jednotlivých vykreslovaných faců místo celý patchů, takže do grafické karty se 
prakticky nedostanou trojúhelníky, které by nebyly vykresleny. 
V následujících dvou podkapitolách popíšu dvě verze pravděpodobně nejdiskutovanějšího 
dynamického algoritmu, ROAM – Realtime Optimally-Adapting Meshes (v reálném čase se 
optimálně přizpůsobující objekty). Tyto i další algoritmy lze najít například v [9]. 
3.5.3 ROAM 
Originální ROAM používá pro reprezentaci povrchu terénu strukturu binárního stromu trojúhelníků. 
Jako základ celé struktury slouží dva pravoúhlé trojúhelníky dotýkající se svými přeponami a 
dohromady tvořící jeden obdélník. Před každým vykreslením jsou trojúhelníky rekurzivně 
procházeny a kontroluje se odchylka středu jejich přepony od skutečné výšky. Pokud je na základě 
vzdálenosti kamery rozhodnuto, že je odchylka příliš velká, trojúhelník je rozdělen na dva poloviční. 
Přitom je velmi důležité, aby trojúhelník sousedící přes přeponu byl také rozdělen, jinak by v místě 
vytvoření nového vertexu ve středu přepony vznikaly v povrchu trhliny. V případě potřeby je nutné 
toto pravidlo aplikovat rekurzivně, což ilustruje obrázek 3.18. 
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Obrázek 3.18: Vlevo před a vpravo po rozdělení trojúhelníku T. 
 
Prvním vylepšením je místo generování celého povrchu před každým vykreslením znovu od 
začátku uchovávání aktuálního stavu binárního stromu, který poté můžeme pouze upravovat podle 
změny pohledu kamery. K tomu se využívá implementace dvou front priorit – jedna pro rozdělování 
(split) a druhá pro spojování (merge) rozdělených trojúhelníků. V každém frámu jsou všechny 
vytvořené trojúhelníky zařazeny podle priority do některé z front a rozděleny/spojeny jsou podle své 
důležitosti tak, aby ve výsledku byly změny povrchu co nejméně postřehnutelné. 
Dále jde postup vylepšit opět zavedením view frustum cullingu (viz podkapitola 3.5.1), ovšem 
díky jeho dynamičnosti lze na viditelnost testovat přímo jednotlivé facy. Algoritmus má také velkou 
výhodu v možnosti nastavení veškerých parametrů – od maximálního počtu rozdělení/spojení 
v každém frámu až po maximální celkový počet viditelných faců, takže jej lze nastavit pro co 
nejoptimálnější běh na každém počítači. 
Tento originální algoritmus je detailně popsán v [13]. 
3.5.4 ROAM verze 2.0 
Původní ROAM je již 12 let starý, takže jeho pojetí příliš nevyhovuje optimalizaci pro dnešní 
hardware. V roce 2003 vznikla verze 2.0 tohoto algoritmu, která kompletně mění základní datovou 
strukturu představující povrch – místo binárního stromu trojúhelníků je použit strom struktur 
nazvaných „diamond" (z angličtiny nejen diamant, ale také káro). Každý diamond úrovně k má dva 
přímé předchůdce úrovně k – 1, jednoho úrovně k – 2 a jednoho úrovně k – 3. Navíc po jeho rozdělení 
může mít čtyři potomky úrovně k + 1. Základem pro celý algoritmus je jeden hlavní viditelný 
diamond a několik pomocných, aby byla správně vytvořena počáteční struktura. Výhodou této 
struktury je, že k jednoznačné identifikaci každého diamondu stačí znát pozici jeho středu, nemusíme 
tedy pro každý z nich ukládat pozice všech vertexů – ty jdou velice snadno zjistit z pozic jeho 
předchůdců. 
Provázanost struktur objasňuje obrázek 3.19. Uprostřed je červeně vyznačen hlavní diamond, 
zeleně jsou označeni jeho předchůdci úrovně k – 1, žlutě je zvýrazněn předchůdce úrovně k – 2 
a modře předchůdce úrovně k – 3. Nejmenší šedé diamondy jsou jeho čtyři následníci úrovně k + 1. 
Na obrázku není zobrazen celý strom diamondů ale jen ty, které jsou přímo navázané na červeně 
vyznačený – celý strom musí obsahovat ještě další diamondy, aby v povrchu nevznikaly praskliny. 
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Obrázek 3.19: Provázanost struktur v algoritmu ROAM 2.0. 
 
Tuto novou verzi algoritmu je možné dále vylepšit optimalizováním jeho výstupu tak, aby 
pořadí faců co nejlépe vyhovovalo postupu zpracování grafickou kartou. Tato metoda je podrobněji 
popsána v [15]. ROAMu 2.0 se kompletně věnuje webová stránka [14], která také obsahuje mnoho 
nápadů na další optimalizace. 
3.5.5 Využití GPU 
Začátky grafických adaptérů v osobních počítačích nebyly příliš slavné, jelikož kvůli rychlosti sběrnic 
bylo hlavní snahou posílat grafické kartě co nejméně dat ke zpracování. Postupně se však vývoji 
grafických karet začala věnovat velká pozornost a ze zařízení schopných kreslit 2D jednobarevné 
základní geometrický útvary se staly 3D akcelerátory – hardware specializovaný na výpočty 
v plovoucí řádové čárce v současnosti většinou mnohem výkonnější než samotný procesor. 
Nástup DirectX 8 představil první grafické karty programovatelné pomocí Shader modelu 
verze 1. Shadery jsou malé prográmky schopné upravovat vlastnosti vertexů a pixelů, díky nimž má 
programátor možnost plně kontrolovat, jak budou vykresleny jednotlivé body na obrazovce. Díky nim 
se posledních několik let prosazuje tendence přesunout co největší část výpočtů na jádro grafické 
karty (GPU) a tím ulevit procesoru, který se může věnovat například lepším algoritmům umělé 
inteligence či fyziky. 
V současnosti je nejaktuálnější Shader model 4, který příchází s novým typem shaderů, tzv. 
geometry shader. Tyto shadery jsou schopné upravovat stávající a dokonce vytvářet nové objekty, 
takže se přímo nabízí využít je pro implementaci CLOD algoritmů přímo v grafické kartě. Bohužel 
tento nový model ještě není příliš rozšířen, protože je podporován pouze DirectX 10, který je 
dostupný jen na Windows Vista. Vývojáři počítačových her nechtějí přijít o zákazníky, kteří stále 
používají Windows XP, a zároveň ne všechna studia si mohou dovolit vyvíjet hru na dvou různých 
API, navíc již nyní je k dispozici technický náhled na připravovaný DirectX 11 (viz [2]), takže situace 
se stává ještě méně přehlednou. 
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4 Voda 
Simulace vodní hladiny v počítačových hrách je jedním z nejobtížnějších úkolů, protože s ní 
přicházíme v reálu denně do styku a dokážeme již podvědomě bezpečně určit, kdy její model 
nevypadá realisticky. V minulosti, kdy byl výpočetní výkon hardwaru z dnešního pohledu značně 
omezen, se vodě nepřikládala taková důležitost, jelikož se vývojáři v první řadě zaměřovali na co 
nejrealističtější terén. V současnosti je však správně vytvořená voda v 3D hrách jedním z efektů, 
kterými se nechají hráči nejvíce ohromit. Následující vlastnosti jsou detailněji popsány v [16]. 
4.1 Fyzikální vlastnosti 
Abychom mohli co nejpřesněji vystihnout vzhled vodní hladiny, musíme nejdříve analyzovat, co ji 
vlastně ve skutečnosti dělá tak jedinečnou, musíme pochopit fyzikální jevy odehrávající se na jejím 
povrchu. 
4.1.1 Světlo 
Jelikož je voda průhledná, tak když se díváme na vodní hladinu, část světla se od ní odrazí a část 
projde dále skrz vodu. Na hladině tak dochází ke dvěma optickým jevům – k odrazu a lomu světla, 
viz obrázek 4.1. 
 
  
Obrázek 4.1: Odraz a lom světla. 
 
Odražené světlo svírá s normálou stejný úhel jako původní paprsek, což vyplývá ze zákona 
odrazu: 
 
𝛼 = 𝛼´ (4.1) 
 
Úhel lomeného paprsku závisí na indexech lomů prostředí, na jejichž rozhraní k lomu dochází, 
v našem případě na indexu lomu vzduchu a vody. Vztah mezi úhlem dopadu a úhlem lomu popisuje 
Snellův zákon: 
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sin𝛼
sin𝛽
=
𝑛2
𝑛1
 (4.2) 
 
Pro přechod světla z prostředí s indexem lomu n1 do prostředí s indexem lomu n2 se často 
používá relativní index lomu n21: 
 
𝑛21 =
𝑛2
𝑛1
 (4.3) 
 
Relativní index lomu ze vzduchu do vody je závislý na vlnové délce dopadajícího světla, viz tabulka 
4.1. Z uvedených hodnot však vyplývá, že pro náš účel simulace vody v počítačových hrách, můžeme 
rozdíly mezi nimi zanedbat, aniž by došlo ke znatelnému rozdílu. 
 
Vlnová délka 700 nm (červená) 530 nm (zelená) 460 nm (modrá) 
Index lomu n21 1,33109 1,33605 1,33957 
Tabulka 4.1: Relativní index lomu pro přechod světla ze vzduchu do vody. 
 
Jelikož se světlo při přechodu z prostředí opticky řidšího do opticky hustšího (ze vzduchu do vody) 
láme směrem ke kolmici, zdají se nám objekty pod vodou blíže, než ve skutečnosti jsou. 
Vzhled vodní hladiny je dále velmi závislý na úhlu, pod kterým vodu pozorujeme. Pokud se 
díváme kolmo shora, vidíme krásně až na dno, jestliže však pozorujeme povrch vody z úrovně 
hladiny, chová se téměř jako zrcadlo. Tento jev studoval Augustin-Jean Fresnel a popsal jej 
Fresnelovými rovnicemi, které ovšem rozlišují dva druhy polarizace světla. Jelikož sluneční světlo 
není polarizované, můžeme obě složky sečíst a dostat tak vztah pro intenzitu odraženého světla: 
 
𝑅 =  
sin 𝛽 − 𝛼 
sin 𝛽 + 𝛼 
 
2
+  
tan 𝛽 − 𝛼 
tan 𝛽 + 𝛼 
 
2
 (4.4) 
 
Její průběh v závislosti na úhlu dopadu znázorňuje graf na obrázku 4.2. 
 
 
Obrázek 4.2: Závislost intenzity odraženého světla na úhlu dopadu. 
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Tato intenzita se nachází v rozsahu od 0 do 1, takže intenzitu lomeného světla můžeme spočítat 
snadno jako: 
 
𝑇 = 1 − 𝑅 (4.5) 
 
4.1.2 Perlinův šum jako vlnění 
Neodmyslitelnou součástí vodní hladiny je její vlnění. Vlny na povrchu vznikají převážně prouděním 
vzduchu a otáčením Země, u rozlehlých vod potom také působením slapových sil Slunce a Měsíce. 
Pohyb tekutin lze velmi přesně popsat Navier-Stokesovou diferenciální rovnicí. I když dává 
velmi realistické výsledky, tento postup by byl pro naše potřeby příliš složitý, takže se spokojíme 
s určitým statistickým modelem vlnění vody. Pro tento účel se nám hodí využití Perlinova šumu, 
viz [17]. 
Perlinův šum vzniká tak, že nejdříve vygenerujeme zcela náhodný šum a pro každý jeho bod 
také náhodný koeficient. Poté pro každý bod původního šumu spočítáme novou hodnotu z jeho 
sousedních bodů a jejich koeficientů. Přesný postup je popsán v [17]. Takto vygenerovaný šum není 
příliš zajímavý, ovšem pokud použijeme několik různých rozlišení, tzv. oktáv, které sečteme s různou 
amplitudou, dostaneme mnohem poutavější fraktální šum (viz obrázek 4.3), který se dá využít pro 
simulaci mnoha přírodních jevů, například ohně, mraků či v našem případě vlnění vody. 
Vygenerovaný šum pro nás bude představovat výškovou mapu vodní hladiny. 
 
 
Obrázek 4.3: Ukázka součtu 4 oktáv Perlinova šumu pro získání fraktálního šumu. 
4.2 Implementace 
Celý postup vykreslení vodní hladiny jsem implementoval pomocí techniky zvané multipass, kdy se 
celá scéna vykresluje několikrát s rozdílnými parametry. 
Prvním průchodem vykresluji do textury pro odraz světla celou scénu bez vody, ale zrcadlově 
převrácenou kolem roviny její hladiny a oříznutou tak, aby se část nad danou rovinou nevykreslovala. 
Tímto získáme texturu obsahující pouze data odraženého světla, viz obrázek 4.4. 
Jako druhou vykresluji do textury pro lom světla celou scénu opět bez vody, tentokrát ale 
škálovanou poměrem 0,75 (převrácená hodnota indexu lomu vody) v ose Y, čímž simulujeme lom 
světla, viz obrázek 4.4. 
Dále spočítám tradičně pomocí procesoru perlinův šum animovaný v čase, kterým modeluji 
vlnění vodní hladiny. 
Poté vykreslím celou scénu ještě jednou, tentokrát již přímo na obrazovku. Pro vodní hladinu 
využívám vertex a pixel shader. Ve vertex shaderu transformuji aktuální vertex do souřadnic 
obrazovky a spočítám vektor od kamery k danému vertexu. Pixel shader poté pro každý pixel načte 
výšku hladiny ve čtyřech sousedních bodech a určí z nich normálový vektor hladiny v daném místě. 
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Dále načte z textury barvu příslušného bodu pro odraz i lom světla a použije spočítaný normálový 
vektor k jejich vychýlení, čímž simuluje vlnění hladiny. Potom určí úhel mezi normálou a vektorem 
směru pohledu kamery a z něj určí hodnotu Fresnelova koeficientu odraženého světla. Pro 
optimalizaci jsou hodnoty předpočítány a uloženy v 1D textuře. Tento koeficient je použit jako 
parametr pro lineární interpolaci mezi barvou odraženého a lomeného světla, čímž získáme finální 
barvu aktuálního pixelu. Výslednou scénu s takto vykreslenou vodní hladinou vidíte na obrázku 4.5, 
kde najdete také srovnání detailu vodní hladiny bez simulace vlnění a s ní. 
 
 
Obrázek 4.4: Vlevo vykreslená scéna pro odraz světla, vpravo pro lom světla. 
 
 
Obrázek 4.5: Vlevo výsledná scéna s vodní hladinou, vpravo nahoře detail bez vlnění, 
vpravo dole detail s vlněním. 
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5 Obloha 
Obloha je poslední částí krajiny, která nesmí v žádném prostředí chybět, jelikož dokresluje celkovou 
atmosféru výsledné scény – stejný terén bude působit mnohem odlišně za jasného dne a při západu 
slunce. Opět začneme vysvětlením fyzikálních jevů, které způsobují vzhled oblohy. Velmi podrobný 
popis lze najít v [18] a [19]. 
5.1 Fyzikální vlastnosti 
Fyzikální model oblohy je velmi složitý, jelikož je závislý na mnoha parametrech. Na vzhled oblohy 
má vliv rozptyl slunečního světla, který se liší pro různé vlnové délky, proto nebe nabírá různých 
odstínů barev. Světlo se v atmosféře rozptyluje od dvou druhů částic. 
První druh rozptylu popsal John William Strutt, třetí baron Rayleigh, podle nějž je také 
pojmenován jako Rayleighův rozptyl. Popisuje rozptyl světla částicemi menšími než jedna desetina 
vlnové délky světla, jehož podstatou je, že intenzita rozptýleného světla je nepřímo úměrná čtvrté 
mocnině jeho vlnové délky. Z toho vyplývá, že modré světlo (460 nm) je rozptylováno přibližně 
desetkrát více než světlo červené (700 nm), což je důvod, proč se nám obloha jeví převážně jako 
modrá. 
I když Rayleighův rozptyl popisuje většinu vzhledu oblohy, důležitý je také rozptyl od suchých 
částic větších než desetina vlnové délky, který je popsán Mieovým rozptylem. Tyto částice se do 
ovzduší dostávají například ze sopečných erupcí, lesních požárů či z vesmíru, proto je složité 
charakterizovat je pro určitou oblohu parametricky. Mnoho vědců počínaje Andersem Jonasem 
Ångströmem se snažilo jejich vliv popsat jednou proměnnou, která se v literatuře nazývá zákal 
vzduchu (atmospheric turbidity). Tuto hodnotu lze určit na základě viditelnosti vzdálených objektů a 
přesněji je vyjádřena jako poměr optické hustoty vzduchu k optické hustotě vzduchu bez částic 
větších než desetina vlnové délky světla. 
Implementace přesného modelu by byla složitá a příliš náročná na výkon počítače, protože by 
bylo nutné pro každý bod oblohy integrovat rozptyl přes celou vzdálenost hranice atmosféry 
k pozorovateli. Proto jsem pro svou oblohu zvolil jednodušší způsob implementace. 
5.2 Zjednodušená implementace 
Mnou implementovaná metoda využívá jako objekt pro oblohu tzv. sky dome, neboli polokouli, jejíž 
střed se pohybuje spolu s kamerou, takže se obloha jeví stále stejně daleko. 
Technika obarvení oblohy vychází z [20]. Základem je 2D textura s předgenerovanými 
barvami oblohy pro jednotlivé denní doby tak, že x-ová osa představuje čas a y-ová osa úhel mezi 
daným bodem oblohy a zenitem, viz obrázek 5.1. Tuto texturu lze vygenerovat pomocí jakéhokoliv 
modelu nebe nebo též ručně v kreslícím programu, příklad takovéto textury vidíte také na 
obrázku 5.1. 
Obrovskou výhodou tohoto přístupu je jeho minimální náročnost, jelikož jsou všechny hodnoty 
předpočítané. Navíc pro změnu denní doby stačí jen pomocí transformace souřadnic textury změnit 
x-ovou hodnotu mapování. 
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Obrázek 5.1: Vlevo náčrt skydome, vpravo textura pro barvu oblohy v závislosti na čase. 
 
Na obloze samozřejmě nesmí chybět slunce. To je v mé implementaci přidáno na úrovni pixel 
shaderu. Intenzita slunečního záření je pro každý pixel spočítána z pozice daného bodu a pozice 
slunce podle následujícího vztahu: 
 
𝐼 = 𝑠𝑢𝑛𝑆𝑡𝑟𝑒𝑛𝑔𝑡𝑕 ∙   𝑉 • 𝑆 ∙ 12 − 11 
𝑠𝑢𝑛𝑆 𝑕𝑖𝑛𝑖𝑛𝑒𝑠𝑠
 (5.1) 
 
kde I je výsledná intenzita, sunStrength je energie slunečního záření, V je pozice bodu, S je pozice 
slunce a sunShininess je svítivost slunce. Ve své implementaci používám hodnoty sunStrength = 20 a 
sunShininess = 84. Výslednou scénu v poledne a při západu slunce vidíte na obrázku 5.3. 
 
 
Obrázek 5.3: Ukázka výsledné scény. Vlevo v poledne, vpravo při západu slunce. 
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6 Dosažené výsledky 
Výsledky své práce jsem hodnotil ze dvou hledisek – podle rychlosti vykreslování výsledné scény 
a podle kvality výsledného obrazu. 
6.1 Rychlost 
Rychlost byla testována na dvou stolních počítačích a jednom kancelářském notebooku. Pro test byl 
vytvořen demo program, který po spuštění proletí kamerou v krajině po předem definované trase 
a zobrazí statistiky vykreslování. Pro vykreslení terénu jsou srovnávány dva algoritmy (Brute force 
a ROAM) ve třech rozlišeních výškové mapy (256x256, 512x512 a 2048x2048). Na obrázku 6.1 
vidíte grafy dosažených výsledků. Konfigurace jednotlivých počítačů jsou následující: 
Stolní PC 1: Intel Core 2 Duo 3,0 GHz, 4 GB DDR2 RAM, GeForce 9600 GT 512MB 
Stolní PC 2: Intel Core 2 Duo 2,53 GHz, 2 GB DDR2 RAM, GeForce 8500 GT 512MB 
Notebook: Intel Celeron 1,5 GHz, 512 MB SDR RAM, ATI Radeon X200 Mobile 256 MB 
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Obrázek 6.1: Grafy dosažených výsledků na jednotlivých počítačích. 
 
Z grafů vyplývá, že pro relativně malá rozlišení výškové mapy je výhodnější použít pro 
vykreslení terénu hrubou sílu počítače, avšak se zvyšujícím se rozlišením začíná dynamický 
algoritmus vítězit, test nejvyššího rozlišení za použití Brute force kancelářský notebook vůbec 
nezvládl spustit. ROAM dokonce vykazoval pro vyšší rozlišení vyšší počty vykreslených snímků za 
sekundu. 
6.2 Kvalita obrazu 
Pro srovnání kvality obrazu jsem zvolil rozlišení výškové mapy 2048x2048 jak pro brute force tak 
i pro ROAM. Oba algoritmy jsem testoval na dvou scénách – jedné při západu slunce a druhé 
dopoledne. Všechny snímky ve vysokém rozlišení můžete najít v příloze 1. 
Z obrázků je patrné, že ROAM snižuje detaily ve vzdálenějších částech scény, což je podstata 
jeho principu. Při takovémto přímém srovnání je to patrné, ovšem při samotné hře, obzvláště pokud 
se jedná o rychlou akční hru, není tento efekt příliš postřehnutelný. Navíc postup brute force byl 
v tomto rozlišení tak výkonově náročný, že by nebylo možné hru vůbec hrát. 
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7 Závěr 
Tato bakalářská práce si kladla za cíl seznámit čtenáře se základními postupy pro vykreslování 
realistické krajiny v počítačových hrách. Nejdříve byly osvětleny základní pojmy týkající se vzniku 
3D grafiky na počítačích obecně a poté byly podrobněji rozebrány jednotlivé části krajiny a jejich 
implementace. 
Zvláštní důraz byl kladen na srovnání vykreslování terénu metodou Brute force a použitím 
jednoho z dynamických algoritmů ROAM. Bylo ukázáno, že pro vysoká rozlišení detailů terénu je 
výhodnější použít dynamický algoritmus – podrobněji jsou výsledky popsány v předchozí kapitole. 
Dále bylo nastíněno, že díky modernímu hardwaru podporujícímu nové technologie, lze v současnosti 
zpracování drtivé většiny operací přesunout z procesoru na grafický adaptér, čímž mnohem 
optimálněji využijeme celkový výkon počítače. 
Do budoucna by bylo možné implementovat právě optimalizace pro lepší zpracování dat 
grafickou kartou, čímž bychom dosáhli ještě lepších výsledků při vykreslování metodou ROAM, 
takže bychom mohli zvýšit její přesnost ve vykreslování vzdálených částí terénu. Dále by se daly 
implementovat dynamické změny terénu za běhu aplikace, například vytváření kráterů způsobených 
hráči. 
Dalším vylepšením by mohla být animace vodní hladiny nejen na úrovni mapování textury, ale 
aby se skutečně vlnila její geometrie. To s sebou ovšem přináší řadu problémů spojených se 
správným mapováním textur pro odraz a lom světla v místech, kde se voda stýká se břehem. Také by 
bylo možné rozšířit simulaci vody z obyčejné rovné hladiny například na řeky tekoucí z kopců, 
popřípadě na další interakce vody s terénem – erozi či reakce na dynamické změny v povrchu terénu. 
Obloha by se dala vylepšit přidáním procedurálně generovaných mraků, což by bylo další 
vhodné využití Perlinova šumu. Celkovou atmosféru by pak mohlo oživit zavedení povětrnostních 
podmínek (mlhy, deště) nebo také využití technik pro zobrazování High Dynamic Range podání 
barev, neboli zvýšení dynamického rozsahu zobrazované scény, což by dovolilo podtrhnout detaily 
v osvícení krajiny. 
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