Multicriteria decision making~MCDM! methods can be powerful aids for evaluating patients' medical information in medical diagnostic systems. Technique ordered preference by similarity to the ideal solution~TOPSIS! is one of the more widely used MCDM methods in decision support systems. For the purpose of this work, the TOPSIS method is modified into a more suitable form and used for the implementation of a web-based medical diagnostic system. In our modified TOPSIS method, we have utilized fuzzy logic so that users can more accurately describe their symptoms. The data given to the modified TOPSIS method are often massive in proportions and may take a considerable amount of time to generate a ranking of alternatives. TOPSIS lends itself to parallel computation because it is virtually a combination of matrix computations. Therefore, computer parallelism is implemented so that a large amount of input data can be handled simultaneously, hence decreasing overall execution time. In addition, to make our MCDM system more accessible, we have designed our system to be web based. The web-based medical diagnosis system includes a dynamically generated web-based user interface, while the parallel implementation of the modified TOPSIS component, in conjunction with the Common Gateway Interface, forms the back end of the system.
INTRODUCTION
The problem of medical diagnosis can be stated as follows: given a set of symptoms~clinical data! and signals, or test results~tests performed on the patient!, assess pathological situations and identify which diseases justify the particular findings. Decision support systems are vital to the medical profession. 1 They can provide empirical backing to reinforce important decisions. Several computerassisted techniques, commonly known as expert systems, have been proposed in the past to help solve the diagnostic problem.
2 Some of these approaches, which undertake distinct formalisms for modeling domain knowledge, include rule-based or production systems, frame-based systems, semantic networks, neural networks, and Bayesian belief networks. The major drawbacks of these approaches include difficulty of updating the knowledge base with new or improved information, long response time, especially for multiple concurrent users, difficulty of use, and finally low quality diagnosis in some cases.
One set of methods that is commonly used to make decisions in many areas of science and education is multicriteria decision making~MCDM! methods. In this article, a decision support system is introduced that uses a modified MCDM method to analyze a set of symptoms and their severity and provide a medical diagnosis.
MCDM methods are often used to rank given alternatives by evaluating criteria concerned with the alternatives. We propose treating human illnesses as the alternatives and individual patient information as the criteria to be used by an MCDM-based method. The proposed MCDM-based method evaluates various human illnesses against the given patient information and generates a list of illnesses that could be affecting the patient, in order of likelihood. The data given to this system are often very numerous, and, due to the overhead of I/O, it may take a considerable amount of time to generate a ranking of criteria. Parallelism is implemented so that the large number of input data can be handled simultaneously, therefore decreasing overall execution time and increasing throughput.
More specifically, we have modified the standard technique ordered preference by similarity to the ideal solution~TOPSIS! method~a MCDM method! to make it suitable for our proposed diagnosis system. One modification has been the introduction of fuzzy logic, which allows the use of natural language to represent the severity of symptoms that the patient is experiencing. One other modification is the introduction of an a priori matrix of illnesses and related systems into the TOPSIS method. Usually the TOPSIS method begins with a user-defined matrix of alternatives and criteria, and then the alternatives are compared against each other to form a ranking of illnesses in order of likelihood. We have modified the TOPSIS method to begin with a previously existing matrix that is not user defined; instead it is a predefined, or a priori, matrix of illnesses that contains the ideal scores for each symptom per illness. The user then gives an array of scores per symptom, which is compared with the a priori matrix to find a ranking of illnesses when compared to the user's given symptoms.
The diagnostic system uses a dynamic web page to interact with the end users. Through this web medium, the high-performance computation is delivered in two stages. A dynamically generated user interface is deployed by a web server application to provide the client side of the system. The server side of the system is a Common Gateway Interface~CGI! that interacts with a Message Passing Interface~MPI! application that is the heart of the system and executes on a highperformance cluster. A dynamic knowledge base resides on the cluster, which hosts the CGI application. The knowledge base holds a matrix of illnesses and a score for symptoms that are associated with each illness. The knowledge base could be extended to include more illnesses or more symptoms per illness. Because the knowledge base is subject to change, it must be loaded in every time a user accesses the system. Using parallel implementation of the modified TOPSIS algorithm on top of a high-performance cluster as the back end, the system is capable of handling an extreme demand from multiple users.
The remainder of the article is organized as follows. In Section 2, we discuss the server side of the system, where we primarily focus on modifications that we made to the TOPSIS method and the parallel implementation of it. In Section 3, the client side of the system is presented, and in Section 4 the performance of the system is evaluated. Finally, Section 5 concludes the paper.
THE SERVER SIDE OF THE SYSTEM

Multicriteria Decision Making
MCDM methods are algorithms that determine a ranking of given alternatives when all of the given alternatives are compared against the same criteria. MCDM is a rather popular decision-making method used in many areas such as education and management sciences. 3 Common components found in most MCDM algorithms are alternatives, criteria, weights, and a decision matrix. The alternatives are representations of choices given to a user. For example, MCDM could be used to rate several web pages against each other. Each web page would be an alternative. Criteria are selected to help evaluate each web page. Examples of criteria are layout, design, usefulness, and so forth. Each criterion might also have a specific weight. We might determine that usefulness of a web page is more important than layout and therefore layout would be given a larger weight when determining page ranking. Once the alternatives, criteria, and their given weights are determined, then a decision matrix can be formed. A decision matrix, A, is a matrix of size m ϫ n where a ij represents the score of alternative A i when it is given a score in terms of criterion C j~f or 1 Յ i Յ n and 1 Յ j Յ m!. 4 An example of the decision matrix is shown in Table I .
Technique for Order Preference by Similarity to Ideal Solutions
The MCDM algorithm that has been chosen as the basis for implementing the proposed medical diagnostic system is TOPSIS. The TOPSIS method was developed in 1981 by Hwang and Yoon 5 and is based on the premise that the best Step 1. The matrix is normalized so that the criteria dimensions are changed to noncriteria dimensions to avoid errors of scale. M is the number of alternatives; a ij is the score for the ith alternative according to the jth criterion. The resulting matrix is labeled B, where b ij is the resulting normalized element of matrix B:
Step 2. Construct a weighted normalized decision matrix W, using a preexisting weight vector; w j denotes the weight of the jth criterion:
Step 3. Find the negative ideal and the ideal solution. s ϩ denotes the ideal solution and s Ϫ denotes the negative ideal solution. The ideal solution represents an alternative that has the best score in terms of the selected criteria. The negative ideal solution represents an alternative that has the worst score in terms of the selected criteria:
Step 4. Find the Euclidean distance for each alternative. The Euclidean distance for s ϩ is defined as e ϩ and the Euclidean distance for s Ϫ is defined as e Ϫ :
Step 5. Calculate the relative closeness; r i will denote the relative closeness for each alternative:
Each alternative will be compared with the ideal and negative ideal solution for each criterion. If the alternative is the ideal solution, then r ϭ 1; otherwise r is the range of @0,1! depending on how close the alternative is to the ideal solution.
Modifications to the TOPSIS Method
For the purposes of this project, a modified TOPSIS method is formed. Typically ideal solutions are formed from the alternatives that are given in the decision matrix. These ideal solutions are then used to give a ranking of alternatives when compared against each other. However, for the web-based diagnosis system proposed, the user is asked to give input for various symptoms. The input given to the system by the user is used as the ideal solution. The decision matrix itself is formed of alternatives that are, in fact, illnesses. The criteria per alternative are common symptoms that apply to all of the illnesses. The user's input is then matched with the predetermined values for each illness, that is the a priori matrix, and the user's entries are compared, and the illness that has symptom scores that are closest to the user's input is the illness that is chosen.
The problem just described lends itself to the TOPSIS method. Usually the TOPSIS method begins with a user-defined matrix of alternatives and criteria, and then the alternatives are compared against each other to form a ranking. We have modified the TOPSIS method to begin with a previously existing matrix that is not user defined; instead it is a predefined, or a priori, matrix of alternatives that contains the ideal scores per symptom per illness. The user then gives an array of scores per symptom. However, because the TOPSIS method does not begin with an a priori ideal matrix, each row of the decision matrix of illnesses must be subtracted from the array of scores that would be given by the user. The adjusted decision matrix would then be suitable to be used with the TOPSIS algorithm.
Because of the a priori matrix modification, step 3 of the TOPSIS method along with Equations~3! and~4! were modified. In Step 3 the maximum alternative for each criterion is given as the ideal solution and the minimum alternative is given as the negative ideal solution. This is done because the maximum score is seen as closest to the ideal solution. However, because the a priori matrix is seen as the ideal solution, the alternative with the least distance from the a priori matrix is actually the ideal solution and the alternative with the greatest difference from the a priori table is actually the negative ideal solution. This is, in fact, a reversal from the standard TOPSIS method; therefore, Step 5 is changed. The modified equations are:
Also, MCDM methods often use scoring systems that are not inherently represented by crisp numbers. For example, the difference between slight pain and moderate pain is a gradual function and is not represented adequately by a single number. Because differences between criteria and alternative are often fuzzy, fuzzy logic is inserted into the MCDM TOPSIS method. The term sets used in our application are listed in Table II . The triangular membership function that is used to form the term sets is given in Equation~10!. 6 Our fuzzy TOPSIS method is similar to the classical crisp TOPSIS except that in our fuzzy TOPSIS, crisp numbers are replaced with fuzzy numbers, and therefore fuzzy arithmetic operations are implemented for the algorithm. The center of area algorithm is used for defuzzification after the execution of the TOPSIS algorithm. The center of area equation that is employed is given below in Equation~11!; the crisp number is denoted by D, where U, M, and L are upper, modal, and lower, respectively 7 :
Example of the Modified TOPSIS Method
To better understand the modified TOPSIS method that is used for medical diagnosis, an example is given in this subsection. An existing a priori matrix with term sets and their corresponding fuzzy values are shown in Tables III and IV, and  in Tables V and VI a user defined symptoms array with terms and their corresponding fuzzy values are given. The symptoms array is composed of a score that the user has given to each criteria or symptom. The illness or alternative that is selected as the most desirable match is the one where the values per criteria are closest to the scores given per criteria by the user.
Once the symptoms array is entered by the user, the distance between the user's defined values and the user's input is calculated~see Table VII!. After the distance matrix is calculated, TOPSIS can be used to calculate a ranking of alternatives. The next step is to normalize the distance matrix~see Equation~1! and Table VIII!. After the distance matrix is normalized, the fuzzy numbers are defuzzified using the previously mentioned center of area method~see Equation~11! and Table IX!. Once the fuzzy numbers are changed to crisp numbers, the positive and negative ideal values can be found per criteria~see Table X!. In the next step, the short and long Euclidean distance values are calculated~Tables XI and XII!. Finally, the relative closeness is calculated~Table XIII!. The alternative with the maximum relative closeness value will be the most desirable solution. 8 For example, if we look at Table XIII, Acute glaucoma is a perfect match because its relative closeness is 1, with all other alternatives being ranked in descending order by their relative closeness values.
The Parallel Implementation of the Modified TOPSIS Method
In this section, we present a description of the inner workings of the implemented parallel algorithm for modified TOPSIS method. The parallel code was written in C, and the parallel functionality was obtained by using the MPI library provided by LAM MPI. The application begins with an input stage. The a priori matrix of existing illnesses and their scores are stored along with the user's scores per symptom in the long-term and the short-term knowledge bases, respectively. .00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 .00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00 1.00
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Acute uveitis 0.00 0.00 0.00 0.00 0.00 0.00 0.00 0.00 0.00 0.20 0.11 0.00 0.14 0. Each participating computer in the cluster first calculates how many floating point numbers it will read in. For example, if there are 4 processors, 6 alternatives, and 9 criteria~because values are fuzzy we would actually have 27 values for the criteria, 3 for each! then each processor would read in 27/4 columns of data, or 6 columns of data per processor~not including the 3 remaining columns!. Each column of data would consist of all 6 alternatives. So, in fact, each node is reading in a 6 ϫ 6 matrix. The 3 remaining columns of data would be given to processor 0, so processor 0 would read in a 9 ϫ 6 matrix. Each processor also reads in a portion of the symptoms array that corresponds to the portion of the a priori matrix that it reads in. In this example, each node except the root node would read in a 6 ϫ 1 array of data, with the root node reading in a 9 ϫ 1 array of data. In our system, a simple load-balancing algorithm was used so that any combination of columns and processors could be handled. In the next step, each node reads its correct portion of the a priori matrix. All nodes read from the same input file in parallel, but read different portions of the data. To illustrate the parallel algorithm further, observe Tables IV-IX. Suppose there are 3 processors, and so each node receives 10 of the 30 columns in the a priori matrix~Table IV! and 10 of the 30 columns in the symptoms arraỹ Table V!. Each processor performs the calculations given in Equations~1! and 2! and demonstrated in Tables VI-VIII. Then, each processor performs defuzzification~Table IX and Equation~11!! and begins a reduction where it locally calculates a portion of Equations~5! and~6!. This local calculation is demonstrated in Equations~12! and~13!: 
where m ϭ number of alternatives and n ϭ number of columns per processor. Once all nodes have performed Equations~12! and~13!, they send their summations to the root processor, which then takes the sum of all the summations sent to it. The root then takes the square root, or in short, it completes Equations~5! and~6!. At this point, the root processor has completed the calculation process of the short-and long-distance arrays and now finds the relative closeness~see Equation~7!!. Once the relative closeness is found, the ranking can be determined, and this is the end of the parallel application. The result is put into a SQL database where the web application can access it and display the appropriate ranking to the user. The performance evaluation of the system is presented in a later section after a discussion of the system's client side.
THE CLIENT SIDE OF THE SYSTEM
To minimize confusion on the part of the end user, the interface is not bloated with so many features and options that the user is unable to interact efficiently. 9 The point-and-click interaction is done through the Internet, delivered to the end user using a web server, and viewed by the user through a web browser. Because the system described in this article will be potentially servicing a large user base, we introduced the previously described parallel algorithm to increase the performance of the system and decrease the time required for each individual diagnostic. 8 Choice of browser is irrelevant, so long as it meets the most recent World Wide Web Consortium~W3C! standards. 2 Deploying an interface in this manner minimizes the learning required by a new user and makes the interface more accessible. The web was chosen as the delivery platform, and as a result the single platform limitation is removed. Consequently any device with a connection to the World Wide Web is capable of interacting with the system. The broad range of operating systems supported includes all of the Microsoft Windows variants, any version of Linux with an X-windowing environment, Macintosh, Sun's Solaris, and embedded devices with mobile browsers, such as the PDAs equipped with Microsoft Windows CE and Palm OS.
Implementation Specifics
User interaction is accomplished by choosing for each symptom a natural language representation of the severity. For instance, if the diagnostics system is evaluating ocular diseases, then a symptom to be tested for is intraocular pressure. Natural language representations of fuzzy numbers are represented in the user interface. An example of a user interaction is given in Figure 1 .
Clicking on the down arrow for each combination box drops down a list of options. For intraocular pressure, the available options are severe, moderate, and normal. The corresponding fuzzy value associated with each of these three options is uniquely applied to the options for intraocular pressure. This means the fuzzy number associated with "severe" related to intraocular pressure has the potential to vary from the fuzzy number associated with "severe" when related to conjunctival infection. To observe this, refer to Table II, where the term "severe" has the fuzzy value~0.99, 1, 1! for intraocular pressure but has the fuzzy value~0.5, 1, 1! for conjunctival infection.
The exact quantity and description of symptoms are highly subject to change over the course of time, as new research leads to more accurate definitions of medical conditions. To handle the dynamic updates to the fuzzy numbers associated with each option of the combination boxes and a changing number of symptoms, a database system has been developed. Symptom names are stored in one table, along with a unique numerical identification value. There is an intermediate table holding a one-to-one relationship to this identification. The other two fields contained in the intermediate table are the name of the option to be output for each severity, and a link to the fuzzy value to be associated with this option, which is stored in a third table~Figure 2!. Our implementation of the knowledge base was done using MySQL in a Linux environment. MySQL provides an open source solution for storing data that lowers the total cost of ownership of the system. Using a dynamic knowledge base for the user interface provides a dynamic interaction system; as soon as new data are entered into the knowledge base, the option associated with them becomes immediately available to the end user. If this system is utilized locally and data are stored on each of the end user computers, then providing updates and maintenance to the interface would be tedious.
Entering symptoms and their associated fuzzy number values into the database is done through a series of short SQL statements. For example, entering the conjunctival infection options can be done by first executing a command to add the symptom to the symptoms table and to provide a unique identification number for it. See Figure 3 for an example of SQL code that was used to populate the user interface in Figure 1 . Fuzzy numbers are stored as a string in the database, comma To extract the data from the database and construct an HTML page for end user interaction, the hypertext preprocessing language PHP was used. When an end user makes a connection to the system, the page that is provided for user interaction is dynamically created at that time. To provide the dynamically generated interface, several steps take place when the end user initiates a session. At the very beginning, a connection is established with the knowledge base and a query is issued to retrieve a data set of all values that are to be used in generating the interface. After the data set has been generated, all that remains is to proceed through the data, one symptom at a time, and generate the combination boxes. For every symptom severity associated with a symptom, a fuzzy number is coded as the value of the HTML option tag. As a result, when the user clicks the submit action button, which we label Diagnose, the form posts the fuzzy value string for each symptom to the CGI server side module, which would utilize the highperformance modified TOPSIS algorithm to do the computation and return the results.
Although the project was implemented using Linux environment with MySQL database, this model can be abstracted to any environment capable of running SQL database and the hypertext preprocessor PHP as a module to a web server. Currently, precompiled packages available for Linux, Solaris, and Microsoft Windows for the database, hypertext preprocessor, and web servers are used in this project.
PERFORMANCE EVALUATION
The computational complexity of the unmodified TOPSIS is O~n 2 !, which is a fundamental comparison point for our implementation. In our evaluation, p represents the total number of processing nodes available for the computation. Therefore, we can define efficiency~E ! as the time for the serial algorithm~T c !, divided by the product of the parallel time~T p ! and p:
P{T p~1 4! and the speedup to be
An efficiency of 1 implies that the scalability of the system is unlimited as the problem size grows. Moreover, not considering the main memory and cache limitation effects in a single computing node, speedup is bounded by a threshold value subject to Amdahl's law.
For implementation and evaluation of the concepts presented in this paper, a dedicated OSCAR cluster 11 of eight nodes was utilized. All compilations were done using the LAM MPI libraries, packaged with the OSCAR middleware. Each of the computational nodes consists of a single Pentium 4 class processor, with 786 MB of memory, a clock speed of 2.0 GHz, and an 8-KB on-board cache. All of the resultant data were gathered with exclusive access to the cluster in order to remove the potential of multi-user overhead.
The data that were used in testing ranged from 30 to 3840 fuzzy numbers in 7 rows. The actual data that are passed to the server side of the system, therefore, contained 90 to 11,520 discrete numbers, because each fuzzy number is represented by an upper, modal, and lower value. These numbers were in 7 rows~for 7 alternatives!, so for 90 discrete numbers there would be 90 ϫ 7 or 630 numbers.
The code was run 10 times for each of the input files and the average values were recorded. The serial and parallel runtimes are represented in Figure 4 . The speedup of the parallel implementation is illustrated in Figure 5 , and its efficiency is shown in Figure 6 . As these figures demonstrate, when the size of the test data increases toward 70 KB, the speedup gets close to 8 and therefore efficiency approaches its ideal value of 1. Because in reality the size of the data tends to be over 70 KB, the speedup of the system would be close to 8 most of the time. When the size of the data reaches 78.77 KB, the reported speedup surpasses 8 and the efficiency surpasses 1. To discuss this phenomenon, recall that the on-board cache of each node is only 8 KB, and therefore, in the case of the serial code, when only one processor is being used, the overhead of swapping in and out of the processor's cache is distorting the actual computational time. This observation is supported by the fact that when the serial code was executed on an AMD Athlon 1468 MHz processor with 256 KB of on-board cache, the speedup for a file size of 78.77 KB dropped to 6, with an efficiency of 0.75. 
HIGH-PERFORMANCE MODIFIED TOPSIS
DISCUSSION AND CONCLUSION
On both the public Internet and private Intranets, there is a vast amount of data available that is owned and maintained by different organizations. These data resources are rich and recent and can prove to be very useful if employed in the proper manner. Large amounts of medical information regarding illnesses and user symptoms can be compared against the many symptoms of various illnesses and a match can be found between the predefined illnesses and the symptoms of the user. This match could help physicians to narrow down their patient's illness and therefore help to provide a more correct and timely diagnosis.
In this article, we proposed the modification and use of an MCDM method known as TOPSIS to implement a web-based medical diagnostic tool. We proposed a modification to the standard TOPSIS method that uses an a priori matrix. We also utilized fuzzy logic in our modified TOPSIS method, which made it more suitable in obtaining a medical diagnosis. Because many illnesses exist, and each illness has several symptoms, it could be very expensive computationally to use the modified TOPSIS method that has been proposed. However, it was illustrated that by using parallel computing in our system, a large speedup was gained, which makes it possible for multiple users to use the system at the same time.
Moreover, our system overcomes some of the limitations that many other medical diagnosis systems are facing. Its benefits include ease of performing knowledge base updates, capability of supporting multiple concurrent users~low response time!, simplicity of use, and being a web-based application. Furthermore, our preliminary tests for the accuracy of the diagnosis look promising.
