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Povzetek
Naslov: Zdruzˇitev avtomatiziranih procesov v podjetju
Avtor: Urosˇ Knapicˇ
Namen diplomskega dela je opis in razvoj programa za nadzor avtomatizira-
nih procesov v podtjetju. V podjetju se soocˇajo z veliko kolicˇino procesov na
razlicˇnih mestih. Proces v podjetju predstavlja avtomatizirano nalogo, ki po-
datke osvezˇuje ali spreminja. Cilj je resˇiti problem velikega nenadzorovanega
sˇtevila procesov z zbiranjem informacij o procesih na enem mestu. Implemen-
tirati je treba program, ki bo zbrane procese zaganjal in ustrezno zapisoval.
Diplomsko delo vsebuje tehnicˇno vsebino z odseki izvorne programske kode.
Na zacˇetku je treba izbrati ustrezne tehnologije za implementacijo resˇitve, ki
je implementirana v okolju .NET Core. To omogocˇa delovanje programa na
operacijskem sistemu Linux. Za hranjenje procesov uporablja podatkovno
bazo Microsoft SQL Server, za belezˇenje zgodovine procesov pa dokumen-
tno bazo MongoDB. Glavni program in spletno aplikacijo se implementira v
razvojnem okolju Visual Studio s programskim jezikom C# ter spletnimi teh-
nologijami HTML in CSS. Implementacija glavnega programa omogocˇa zaga-
njanje procesov na enem mestu. Pri zaganjanju procesov se uposˇteva format
cron [1]. Spletna aplikacija omogocˇa enostaven pregled in urejanje procesov.
Opravljeno je bilo testiranje resˇitve in prikazana ucˇinkovitost koncˇne resˇitve.
Kljucˇne besede: spletna aplikacija, C#, .NET Core, HTML, CSS, cron,
crontab, MongoDB, SQL, Microsoft SQL Server.

Abstract
Title: Unifying automated processes in the company
Author: Urosˇ Knapicˇ
The purpose of the thesis is to describe and develop a program to super-
vise automated processes in a company. They deal with a vast number of
processes at different places. The process in the company represents an au-
tomated task which updates or changes the process. Goal is to solve the
problem with collecting data at single place. We need to develop the pro-
gram which runs processes and saves any information about it. Thesis con-
tains technical content with sections of source code. First of all, we need
to choose the right technologies to implement our solution. The solution is
implemented in .NET Core, which allows the program to run on Linux. The
Microsoft SQL Server will be used to store process information and Mon-
goDB to record the history. The main program and the web application
are developed using Visual Studio with the C# programming language and
web technologies, such as HTML and CSS. The final solution allows the pro-
cesses to run from one place. However, the web application provides a simple
overview and allows the users to edit the processes easily. We also tested the
final solution and demonstrated its effectiveness.
Keywords: web application, C#, .NET Core, HTML, CSS, cron, crontab,
MongoDB, SQL, Microsoft SQL Server.

Poglavje 1
Uvod
1.1 Motivacija in cilji
Projekt je nastal na pobudo sodelavcev zaradi vecˇanja sˇtevila avtomatizi-
ranih procesov. Proces predstavlja shranjeno poizvedbo SQL ali program,
ki osvezˇuje ali posodablja pomembne podatke. Tezˇava je nastopila pri za-
mudnem sledenju in odpravljanju napak, saj ni bilo razvidno, kje se proces
nahaja in ali pravilno deluje. Namen projekta je zdruzˇitev procesov na enem
mestu. Koncˇni cilj je zmanjˇsati cˇas iskanja in najti nacˇin za lazˇje odpravljanje
napak.
1.2 Zgradba diplomskega dela
V drugem poglavju je predstavljena izbira tehnologij za izvedbo projekta,
njihov opis in razloge za izbiro. Na koncu poglavja je predstavljen diagram
poteka glavnega programa, ki je osnova za razvoj programa. Iz diagrama
je mozˇno razbrati glavne naloge, ki jih je treba implementirati v program.
V tretjem poglavju je predstavljena tehnicˇna implementacija glavnega pro-
grama. Pogledali si bomo zdruzˇitev in namen vseh izbranih tehnologij v
koncˇni resˇitvi. V cˇetrtem poglavju je predstavljena spletna aplikacija za pre-
gled procesov, urejanje procesov in pregled napak, ki so povzrocˇile, da proces
ni deloval.
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Poglavje 2
Zahteve projekta
V tem poglavju se bomo osredotocˇili na nacˇrtovanje projekta. Pogledali si
bomo izbiro tehnologij in razloge za to.
2.1 Izbira tehnologij
Arhitektura sistema v podjetju nam je omogocˇila pestro izbiro tehnologij.
Pred izbiro smo morali odgovoriti na naslednja vprasˇanja:
1. Na katerem operacijskem sistemu se bo izvajal program?
2. Kako pogosto in na kaksˇen nacˇin bomo zaganjali program?
3. Kje bodo shranjeni procesi?
4. Kam bomo zapisovali stanja procesov?
Projekt zahteva nemoteno in neprekinjeno delovanje glavnega programa.
Zdruzˇiti je treba procese na enem mestu in omogocˇiti enostaven ter hiter
pregled. Predvsem so pomembne tocˇne in jasne informacije o napakah.
2.1.1 Operacijski sistem
Za operacijski sistem smo izbrali operacijski sistem Linux. Glavni razlog
za izbiro je bil cˇasovni razporejevalnik procesov crontab [5]. Zapis novega
3
4 Urosˇ Knapicˇ
procesa v seznam procesov razporejevalnika je zelo preprost. Operacijski
sistem Windows ima podoben program, ki se imenuje cˇasovni razporejevalnik
procesov za izvajanje avtomatiziranih nalog (angl. Task Scheduler) [13, 17].
2.1.2 Podatkovna baza
Za hranjenje informacij o procesih smo se odlocˇili za relacijsko podatkovno
bazo Microsoft SQL Server [8]. V tej podatkovni bazi bomo hranili ime
procesa, zaporedno sˇtevilko, cˇas naslednjega zagona, pogostost zaganjanja
procesa v obliki cron, naslov URL [3] do glavne funkcionalnosti procesa in ali
je proces aktiviran ali ne. Za hranjenje stanj procesov bomo uporabili nere-
lacijsko dokumentno bazo MongoDB [2]. Razlog je predvsem minimalisticˇen
in preprost zapis dokumentov. Dokument je zapisan v formatu JSON [6]. Iz
izkusˇenj v podjetju je MongoDB prostorsko bolj ucˇinkovita kot podatkovna
baza Microsoft SQL Server. Namrecˇ, v dokumentni bazi bomo hranili zgo-
dovino stanj o procesih. Zapisov bo zelo veliko, zato je pomembno, da se z
nepotrebnimi metapodatki ne porabi preveliko prostora.
2.1.3 Razvojno okolje in programski jezik
Za glavno logiko programa smo se odlocˇili uporabiti novost podjetja Micro-
soft. Zˇeleli smo preizkusiti okolje .NET Core, ki omogocˇa neodvisnost pro-
gramov od operacijskega sistema [12]. Okolje .NET je do sedaj omogocˇalo
razvoj aplikacij in programov le za operacijski sistem Windows. Za razvojno
okolje bomo uporabili Microsoft Visual Studio 2017. Zadnja razlicˇica okolja
omogocˇa razvoj aplikacij v okolju .NET Core. Za implementacijo resˇitve smo
izbrali programski jezik C#.
2.1.4 Spletna aplikacija in arhitektura
Kot zadnji korak projekta je izdelava spletne aplikacije za prikaz, pregled in
urejanje procesov. S spletno aplikacijo bo mogocˇe vklopiti ali izklopiti procese
ter preveriti napake, do katerih je priˇslo ob neuspesˇni izvedbi procesov. Tu
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smo se odlocˇili za razvojno okolje ASP.NET [16]. Pri razvoju bomo uposˇtevali
arhitekturo MVC [10].
2.1.5 Verzioniranje in hranjenje kode
Za sprotno verzioniranje kode in shranjevanje napredka bomo uporabili sple-
tno storitev Bitbucket. Omogocˇa ustvarjanje novih projektov, dodajanje
kode, sledenje spremembam in dodeljevanje pravic uporabnikom nad pro-
jekti. Pri lazˇjem delu s spletno storitvijo bomo uporabili namizno aplikacijo
SourceTree. Ta aplikacija je graficˇni vmesnik za delo s shranjenimi podatki,
ki omogocˇa podobne funkcionalnosti kot Bitbucket.
2.2 Opis tehnologij
2.2.1 Podatkovni bazi Microsoft SQL Server in Mon-
goDB
SQL je strukturiran povprasˇevalni jezik za delo s podatkovnimi bazami.
Omogocˇa vracˇanje, dodajanje, spreminjanje in brisanje podatkov ter tudi
ustvarjanje podatkovnih baz, dodajanje novih relacijskih shem, dodajanje
shranjenih procedur in dodajanje pravic [8]. Za delo z jezikom SQL potre-
bujemo sistem za upravljanje s podatkovnimi bazami. Relacijska shema je
zbirka sorodnih podatkov, sestavljena iz vrstic in stolpcev [8]. Vrstica pred-
stavlja zapis enega podatka. V tem primeru gre za relacijsko podatkovno
bazo. Primer tabele je prikazan spodaj (glej sliko 2.1).
2.2.2 Cron, crontab in format crontab
Cron je dodaten program na operacijskem sistemu Linux, ki omogocˇa avto-
maticˇno zaganjanje ukazov ali programov v ozadju [5]. Omogocˇa zaganjanje
programov po rednih cˇasovnih zamikih. Operacijski sistem Windows ima za
to nalogo cˇasovni razporejevalnik procesov. Program cron uporablja bese-
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dilne datoteke crontab, v katerih so zapisani ukazi, ki se pozˇenejo na dolocˇen
cˇasovni interval. Vsak uporabnik posebej ima lahko svojo besedilno datoteko
crontab. Program cron bo vsako minuto pregledal besedilne datoteke vseh
uporabnikov z zapisanimi ukazi in jih zagnal, cˇe cˇasovni interval ustreza po-
goju za zagon [1]. Crontab je ukazni poziv in omogocˇa dodajanje ter pregled
ukazov, ki se bodo izvajali na cˇasovnem intervalu. Z ukazom crontab od-
premo zacˇasno datoteko dokler datoteke ne shranimo. Cˇisto na dnu datoteke
se za primer nahaja ukaz s formatom crontab.
Vsaka vrstica posebej je ukaz za program cron. Ukaz sestavljata dva
sklopa. Prvi sklop pove cˇasovni interval izvajanja ukaza, drugi pa nam
pove, kateri ukaz naj izvrsˇi (glej sliko 2.2). Spodaj so navedeni trije pri-
meri cˇasovnega izvajanja datoteke helloWorld:
• 0 5 1 * * * datoteka bo izvedena vsak prvi dan v mesecu ob 5.00 uri
[1].
• * 17-20 * * * datoteka bo izvedena dnevno vsako minuto med 17.00
in 20.00 uro [1].
• */2 * * * * datoteka bo izvedena vsaki dve minuti [1].
2.2.3 Linux
Gre za operacijski sistem, podoben operacijskemu sistemu Windows. Upra-
vlja z viri, ki jih ponuja strojna oprema, in jih povezuje s programsko opremo.
Sestavljen je iz zagonskega nalagalnika, jedra, gonilnikov, programov, lupine
za izvajanje ukazov, graficˇnega dela za izris ikon in namiznega okolja [9].
2.2.4 C# in razvojno okolje Visual Studio
Programski jezik C# je visoko nivojski, objektno usmerjen, programski jezik.
Sintaksa jezika je zelo podobna programskim jezikom C, C++ in Java. C#
omogocˇa v primerjavi s programskim jezikom Java uporabo praznih vredno-
sti, nasˇtevne tipe, lambda izraze in neposreden dostop do pomnilnika [14].
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Program Visual Studio je interaktivno razvojno okolje, ki omogocˇa osnovno
podlago za pregled in urejanje kakrsˇne koli kode. Omogocˇa odkrivanje na-
pak, razvoj in objavljanje spletnih aplikacij, spletnih strani in aplikacij za
operacijske sisteme Android, iOS in Windows [15].
2.2.5 ASP.NET, HTML, CSS
ASP.NET je modul za razvoj celovitih spletnih aplikacij in del programskega
ogrodja .NET. Medtem, ko razvijamo aplikacije ASP.NET, imamo dostop
do ostalih razredov programskega ogrodja .NET [16]. HTML je jezik za
oznacˇevanje nadbesedila, ki opisuje strukturo spletne strani, dokument pa
sestavljajo znacˇke. Brskalnik uporabi znacˇke za pravilen prikaz besedila ven-
dar jih ne prikazˇe [7, 17].
2.3 Potek glavnega programa
Po izbiri tehnologij je sledil nacˇrt poteka glavnega programa. V kratkem
opisu spodaj je naveden preprost potek. Za lazˇje razumevanje pod opis
prilagamo sliko diagrama poteka programa (slika 2.3).
1. Ob zagonu programa preberi procese, ki so veljavni za zagon.
2. Zapiˇse zacˇetno stanje procesa v MongoDB.
3. Izvede zahtevo na shranjen naslov URL in pocˇakaj na odgovor.
4. Pridobi odgovor in ustrezno zapiˇse koncˇno stanje procesa.
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Slika 2.1: Primer relacijske sheme SQL s poimenovanimi stolpci.
Slika 2.2: Primer ukaznega poziva v besedilni datoteki crontab.
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Slika 2.3: Diagram poteka glavnega programa.
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Poglavje 3
Implementacija glavnega
programa
V tem poglavju bomo predstavili implementacijo glavnega programa. Pogle-
dali si bomo povezavo do podatkovne baze, branje podatkov iz podatkovne
baze in sledenje dogodkov med izvajanjem procesa. Omenili bomo pomen
nastavitvene datoteke in na koncu predstavili nekaj tezˇav pri razvoju.
3.1 Nastavitvena datoteka
Nastavitvena datoteka appsetting.json vsebuje globalne nastavitve. Name-
sto da nastavitve vnesemo neposredno v kodo programa, uporabimo datoteko
appsetting.json. S tem nacˇinom se izognemo spreminjanju glavne kode ob
spremembi nastavitev. Tako lahko spremenimo samo vrednosti v datoteki in
program nemoteno deluje naprej. Vsebina datoteke je navedena spodaj (glej
algoritem 3.1).
{
"MongoServer": "192.168.1.10",
"SqlConn": "Data Source=192.168.1.2;database=mother;
Trusted_Connection=False;Max Pool Size=1000;User ID=
11
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project;Password=123456",
"MongoPortNum": 12345,
"MongoUserName": "MainUser",
"MongoPassword": "123qweewq321",
"MongoCollection": "Processes",
"MongoDatabase": "Main",
"MongoAuth": "admin",
"PathToLogFiles": "//project//log",
"DateFormat": "yyyy-MM-dd HH:mm"
}
Algoritem 3.1: Datoteka appsetting.json.
Nastavitvena datoteka vsebuje:
• MongoServer – naslov IP do strezˇnika z dokumentno bazo MongoDB,
• SqlConn – nastavitve za povezavo s podatkovno bazo na strezˇniku Mi-
crosoft SQL Server,
• MongoPortNum – sˇtevilka vrat,
• MongoUserName, MongoPassword, MongoAuth – podatki za avtenti-
kacijo,
• MongoCollection – ime glavne zbirke dokumentov,
• MongoDatabase – ime podatkovne baze,
• PathToLogFiles – pot za shranjevanje belezˇenja,
• DateFormat – oblika zapisa datuma.
Datoteka je zapisana v obliki JSON. Vsebuje ime kljucˇa in vrednost kljucˇa.
Glavni razlog za izbiro zapisa oblike JSON je minimalisticˇen zapis. Nastavi-
tve, zapisane v datoteki, preberemo s pomocˇjo razreda Config.cs. Pri branju
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datoteke smo si pomagali z uporabo metode razreda JsonConverter, ki na-
stavitveno datoteko pravilno prebere in izlusˇcˇi tiste nastavitve, ki jih zˇelimo
prebrati. Metoda SearchAppSettings(string searchKey) nam poenostavi is-
kanje nastavitev. Za vhodno vrednost metode prejme ime kljucˇa in vrne
vrednost, ki ji pripada. Spodaj je navedena vsebina datoteke (glej algoritem
3.2).
public string Conn = SearchAppSettings("Conn");
public string Mongo1 = SearchAppSettings("Mongo1");
public int MongoPort = SearchAppSettings("MongoPortNum").
AnyToInt();
public string MongoUserName = SearchAppSettings("MongoUserName"
);
public string MongoPassword = SearchAppSettings("MongoPassword"
);
public string MongoCollection = SearchAppSettings("
MongoCollection");
public string MongoDatabase = SearchAppSettings("MongoDatabase"
);
public string MongoAuth = SearchAppSettings("MongoAuth");
public string PathToLogFiles = SearchAppSettings("
PathToLogFiles");
public string DateFormat = SearchAppSettings("DateFormat");
public string SearchAppSettings(string searchKey)
{
var json = JsonConvert
.DeserializeObject<Dictionary<string, string>>
(
File.ReadAllText(
Path.Combine(
AppDomain.CurrentDomain.BaseDirectory, "appsetting
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.json"
)
)
);
json.TryGetValue(searchKey, out var returnValue);
return returnValue ?? string.Empty;
}
Algoritem 3.2: Datoteka Config.cs.
3.2 Povezava s podatkovno bazo
3.2.1 Microsoft SQL Server
Za vzpostavitev povezave s podatkovno bazo Microsoft SQL Server upora-
bimo nadrazred BaseDataAccess. Zgledovali smo se po cˇlanku [11]. Resˇitev
nam je zelo ustrezala, ker smo se izognili vsakokratnemu ponavljanju kode
pri vzpostavitvi povezave s podatkovno bazo. V metodi GetDataReader()
nadrazreda se nahaja implementacija povezave do podatkovne baze. Nahaja
se na enem mestu in jo lahko uporabimo vecˇkrat brez nepotrebnega pona-
vljanja vzpostavljanja povezave. Metoda sprejme dve spremenljivki. Prva
spremenljivka je namenjena imenu iskane shranjene procedure, druga pa se-
znamu vhodnih spremenljivk, cˇe jih shranjena procedura zahteva.
private static readonly string ConnectionString = Config.Conn;
private static SqlConnection GetConnection()
{
SqlConnection connection = new SqlConnection(
ConnectionString);
if (connection.State != ConnectionState.Open)
connection.Open();
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return connection;
}
Algoritem 3.3: Implementirana povezava do podatkovne baze.
3.2.2 MongoDB
Povezavo do dokumentne baze MongoDB potrebujemo za zapis koncˇnih stanj
procesov. Razred MongoDb() smo naredili tako, da je v konstruktorju logika
za vzpostavitev povezave (glej algoritem 3.4). Spodaj je navedena imple-
mentacija povezave. Na ta nacˇin smo dosegli vzpostavitev povezave na enem
mestu, zato jo lahko vecˇkrat uporabimo. Ta nacˇin bo priˇsel prav pri meto-
dah, ki bodo dodajale in spreminjale podatke v podatkovni bazi.
private readonly IMongoCollection<MongoTaskHistory> _collection
;
public MongoDb()
{
var creditential = MongoCredential
.CreateCredential(
Config.MongoAuth,
Config.MongoUserName,
Config.MongoPassword
);
var servers = new List<MongoServerAddress>
{
new MongoServerAddress(Config.Mongo1, Config.MongoPortNum)
};
var settings = new MongoClientSettings
{
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Credentials = new[] { creditential },
Servers = servers,
ReadPreference = ReadPreference.Primary
};
_client = new MongoClient(settings);
var db = _client.GetDatabase(Config.MongoDatabase);
_collection = db.GetCollection<MongoTaskHistory>(
Config.MongoCollection);
}
Algoritem 3.4: Implementacija povezave do podatkovne baze MongoDB.
3.3 Branje procesov iz podatkovne baze
Ustrezne procese za zagon preberemo s pomocˇjo shranjene procedure. To
je shranjena datoteka v podatkovni bazi sistema Microsoft SQL Server, ki
vsebuje poizvedbo SQL. Shranjeno proceduro uporabimo namesto pisanja po-
izvedbenega stavka v kodo glavnega programa. V tabeli procesov (glej sliko
2.1) se nahaja polje NextRun. Polje vsebuje datum, ki nam pove, kdaj se bo
proces ponovno zagnal. S pomocˇjo shranjene procedure report.GetAllTasks
pridobimo vse tiste procese, ki so vkljucˇeni in po vrednosti v polju NextRun
starejˇsi od trenutnega cˇasa. Branje kode je implementirano v spodnjem pri-
meru kode.
public static IEnumerable<CenejeTask> GetTasks()
{
using (DbDataReader dataReader = GetDataReader
("report.GetAllTasks", null))
if (dataReader != null && dataReader.HasRows)
foreach (DbDataRecord row in dataReader)
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yield return new CenejeTask(row);
}
Algoritem 3.5: Uporaba metode GetDataReader() nadrazreda za branje
procesov.
3.4 Zapisovanje koncˇnih stanj in rezultatov
procesov
Po uspesˇnem ali neuspesˇnem zagonu bi radi sledili dogodkom procesa. V ta
namen ustvarimo dve metodi, ki posodabljata podatke v dokumentni bazi
MongoDB. Metoda InsertInHistory() prejme objekt tipa MongoTaskHistory
in ga shrani kot dokument.
public ObjectId InsertInHistory(MongoTaskHistory mth)
{
_collection.InsertOne(mth);
return mth._id;
}
Algoritem 3.6: Metoda za vstavljanje zapisa v MongoDB.
Objekt vsebuje pomembne informacije procesa. Zanima nas predvsem
spremenljivka Response. V tem polju shranimo statusno kodo izvedenega
procesa. Za statusne kode uporabljamo kodo 200, ki oznacˇuje uspesˇno za-
kljucˇen proces, ali kodo 500, ki sporocˇi, da je bilo s procesom nekaj narobe.
Podrobnejˇsi opis napake lahko najdemo v dodatnih spremenljivkah. V spre-
menljivki TimeElapsedSeconds lahko preberemo cˇas v sekundah, ki ga je
proces porabil od zacˇetka do konca izvajanja. Cˇe zˇelimo pri procesu shraniti
poljubne informacije, ki bi bile pomembne, uporabimo spremenljivko Cu-
stomData.
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public class MongoTaskHistroy{
public ObjectId _id { get; set; }
public int IdTask { get; set; }
public string NameTask { get; set; }
public string Url { get; set; }
public string TaskStatus { get; set; }
public DateTime StartDateTime { get; set; }
public DateTime? EndDateTime { get; set; }
public StatusResponse Response { get; set; }
}
public class StatusResponse{
public int Code { get; set; }
public string Message { get; set; }
public string ExceptionStackTrace { get; set; }
public string ExceptionMessage { get; set; }
public int TimeElapsedSeconds { get; set; }
public object CustomData { get; set; }
}
Algoritem 3.7: Osnovna razreda za dokumentno bazo MongoDB.
Poleg zapisovanja koncˇnih stanj procesov, smo dodali sprotno belezˇenje
dogodkov. Sprotne dogodke belezˇimo v navadno besedilno datoteko, ki jo
shranimo na strezˇniku programa. V primeru, da nas zanima podrobnost
izvajanja dolocˇenega procesa, to storimo tako, da preberemo zapise v tej be-
sedilni datoteki.
public static void LogMessage(
CenejeTask task,
string message,
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string path
)
{
string logFileName = string.Format(
@"{0}/{1}",
path,
task.Name + ".log"
);
Console.WriteLine(message);
File.AppendAllText(logFileName, message + Environment.NewLine
);
}
Algoritem 3.8: Metoda za zapisovanje stanj v besedilni dokument.
3.5 Tezˇave pri razvoju
Sam razvoj celotnega projekta nam je predstavljal najvecˇji izziv. Pri razvoju
smo naleteli na sledecˇe izzive in tezˇave:
• Prvo tezˇavo pri razvoju nam je predstavljala glavna zanka zagona pro-
cesov. Pomembno nam je bilo, da se vsi procesi zazˇenejo in ne cˇakajo
drug na drugega. Zato smo se odlocˇili za uporabo vzporednega izvaja-
nja procesov. To smo izvedeli z uporabo vecˇnitenja. Vsak proces smo
zagnal v novi niti.
• Druga tezˇava se je pojavila pri klicu procesa na naslov URL. Pri klicu
smo morali zagotoviti, da se povezava ne zapre in da pridobi ustrezen
odgovor ne glede na pretecˇeni cˇas.
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Poglavje 4
Spletna aplikacija za pregled
procesov
V tem poglavju je predstavljena izdelava spletne aplikacije za urejanje in
pregled procesov. Povezave do podatkovne baze ne bomo ponavljali, ker je
narejena na enak nacˇin, kot je predstavljeno v tretjem poglavju. Pogledali
si bomo njeno uporabo. Zaradi varovanja informacij smo resnicˇne podatke
zbrisali ali zamenjali. Pri razvoju smo uporabil spletne tehnologije HTML,
CSS in ogrodje za oblikovanje strani Bootstrap.
4.1 Nastavitvena datoteka
V primerjavi z nastavitveno datoteko iz tretjega poglavja je razlika velika.
Datoteka je zapisana v formatu XML [4]. Zaradi razvoja spletne aplikacije v
okolju ASP.NET nismo zˇeleli spreminjati oblike zapisa datoteke. Datoteka,
poleg poljubnih nastavitev, vsebuje nastavitve, pomembne za delovanje sple-
tne aplikacije. Podobno kot v prejˇsnjem poglavju, smo tu ustvarili razred
Config.cs, ki je namenjen branju poljubnih nastavitev.
<appSettings>
<add key="webpages:Version" value="3.0.0.0" />
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<add key="webpages:Enabled" value="false" />
<add key="ClientValidationEnabled" value="true" />
<add key="UnobtrusiveJavaScriptEnabled" value="true" />
<add key="Mongo1" value="192.168.1.10" />
<add key="MongoPort" value="12345" />
<add key="MongoUsername" value="Mainuser" />
<add key="MongoPassword" value="123qweewq321" />
<add key="MongoCollection" value="Processes" />
<add key="MongoDatabase" value="Main" />
<add key="MongoAdmin" value="admin" />
</appSettings>
Algoritem 4.1: Nastavitvena datoteka web.config.
4.2 Funkcionalnosti spletne aplikacije
4.2.1 Pregled procesov
Glavna spletna stran vsebuje pregled uspesˇno in neuspesˇno izvedenih pro-
cesov (glej sliko 4.1). Na strani je mozˇno prebrati podatke, kako dolgo je
proces tekel, kdaj se je zagnal in kdaj zakljucˇil. Stran je razdeljena na dva
dela. Na zgornji polovici se nahajajo informacije o zadnjih desetih procesih,
ki so se uspesˇno zakljucˇili. Na spodnji polovici pa vidimo vse procese, ki so
se izvedli neuspesˇno. Na desni strani neuspesˇnega procesa se nahaja gumb,
ki nam odpre informacije o napaki (glej sliko 4.4). To napako lahko ustrezno
odpravimo in odobrimo. Odobrena napaka se odstrani s seznama neuspesˇnih
procesov.
4.2.2 Urejanje procesov
Naslednja pomembna stran v aplikaciji je namenjena urejanju procesov (glej
sliko 4.2). Na tej strani je mozˇno po imenu poiskati ustrezen proces. Konzola
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izpisuje naslednje stolpce:
• Id Task – zaporedna sˇtevilka procesa. Id preberemo iz podatkovne baze
SQL. Gre za pomemben podatek pri iskanju zgodovine iz dokumentne
baze MongoDB,
• Country – informacija, kateri drzˇavi pripada proces,
• Name – ime procesa,
• Cron – zapis, ki pove, kako pogosto se izvaja proces. Vecˇ o formatu
zapisa se nahaja v drugem poglavju,
• Enabled – omogocˇa vklop ali izklop procesa,
• Next Run – cˇas, ko se bo proces ponovno zagnal,
• End Date – cˇas, po katerem se bo proces avtomaticˇno izklopil,
• Estimated Run Time – cˇas v minutah. Pove nam, kako dolgo naj bi
tekel proces. Po pretecˇenem cˇasu se proces ustavi in je oznacˇen kot
neuspesˇno izveden,
• Url – naslov procesa,
• Is Running – stanje, ki nam pove, ali proces tecˇe ali ne,
• Edit button – ob kliku na gumb se nam pojavi okno za urejanje procesa
(glej sliko 4.3).
4.2.3 Pregled neuspesˇnih procesov
Pri pregledu napake se nam odpre okno s podrobnostmi (glej sliko 4.4). Po
pregledu in popravku napake lahko potrdimo proces s pritiskom na gumb
Approve failed task. S tem dejanjem proces odstranimo s seznama neu-
spesˇnih procesov.
24 Urosˇ Knapicˇ
4.2.4 Pomocˇ pri dodajanju procesov
Zaradi uporabe spletne aplikacije s strani drugih uporabnikov smo ustvarili
stran z navodili (glej sliko 4.5). Na tej strani so podana navodila za lazˇje
dodajanje novih procesov.
Slika 4.1: Pregled uspesˇnih in neuspesˇnih procesov.
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Slika 4.2: Pregled podrobnih informacij procesov.
Slika 4.3: Okno za urejanje procesa.
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Slika 4.4: Okno za pregled napake ob neuspesˇnem procesu.
Diplomska naloga 27
Slika 4.5: Pomocˇ pri dodajanju novega procesa.
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Poglavje 5
Testiranje in analiza
Implementirano resˇitev smo testirali tako, da smo 50 procesov prenesli v
spletno aplikacijo. Pri testiranju smo zˇeleli preveriti pravilnost delovanja ce-
lovite resˇitve. Testiranje je potekalo sedem dni. V tem cˇasu smo s pomocˇjo
novega sistema uspeli najti nekaj procesov, ki niso pravilno delovali. Nadalj-
nja analiza je potekala mesec dni, pri cˇemer so se pokazale sledecˇe prednosti
projekta:
• krajˇsi cˇas iskanja in odpravljanja napak (glej sliko grafa 5.1),
• hitreje pridobljene informacije o napakah,
• enostavno urejanje procesov,
• podatek o lokaciji procesa.
Pri analizi zgodovine izvedenih procesov je mogocˇe ugotoviti, kdaj je
priˇslo do kaksˇne spremembe. Veliko projektov znotraj podjetja zahteva no-
vosti in spremembe. Dolocˇene spremembe lahko povzrocˇijo nedelovanje pro-
cesa. Tako lahko hitreje odkrijemo, katera sprememba je vplivala na spre-
menjeno delovanje procesa.
V zadnjem delu testiranja in analize so sodelovali sodelavci. Testiranje
z njihove strani je potekalo mesec dni. V tem cˇasu so vnasˇali nove procese,
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urejali obstojecˇe in odpravljali napake. Izpostavili so nekaj pozitivnih mnenj
in pripomb.
• Pozitivna mnenja:
– enostaven pregled nad tekocˇimi procesi,
– ucˇinkovitejˇse odkrivanje napak,
– hitrejˇse odpravljanje napak,
– enostavno dodajanje novih procesov.
• Pripombe in predlogi za izboljˇsavo:
– pocˇasnejˇsa stran pri vecˇjem sˇtevilu procesov – optimizacija poi-
zvedb,
– vcˇasih opisi napak ne opiˇsejo tocˇne napake – dodati vecˇ informacij
o napaki.
Vse pripombe in mnenja bodo v nadaljevanju razvoja pripomogla k izboljˇsanju
koncˇne resˇitve.
Slika 5.1: Graf, ki prikazuje manjˇso porabo cˇasa pri iskanju napake.
Poglavje 6
Zakljucˇek
V diplomskem delu smo predstavili problem, ki se je pojavil znotraj podjetja.
Predstavili smo potek izdelave projekta, in sicer od nacˇrtovanja, implemen-
tacije in testiranja resˇitve. Predstavili smo kljucˇne dele implementacije, ki
so bolje pripomogle k nadaljnjemu vzdrzˇevanju in spreminjanju kode. Testi-
ranje in analiza sta pokazala velike prednosti projekta in potrdila osnovne
zahteve projekta. Med najpomembnejˇse naloge koncˇne resˇitve spada:
• zbiranje procesov na enem mestu,
• enostaven pregled nad procesi,
• podrobne informacije o napakah.
Ugotavljamo, da je projekt zelo pozitivno pripomogel k nadzoru procesov.
Menimo in vidimo, da je veliko mozˇnosti za izboljˇsave pri spletni aplikaciji.
Zaradi vse vecˇjega sˇtevila procesov predvidevamo nadgradnjo s preprosto
uporabniˇsko prijavo. Spremljali bi lahko, kdo in kaj je spreminjal.
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