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は、Leap Motionのプログラム開発には cinderで用意されている Frame Workを利用していたが、
本研究ではその FrameWorkを用いずに基本からまたプログラム開発をやり直したため、Leap 
Motionで提供されているクラスの使用方法などより詳しく理解でき、より自由にプログラム開発がで
きるようになった。また Leap Motion から得た情報を描画する手段として OpenGLを選択したので
OpenGL との連携方法も学んだ[4,5]。 
第二に TWE-Lite を用いた無線通信の方法である。Arduino Uno を用いていた時は有線で接
続をしてシリアル通信を行っていたが[6]、最終的に無線でシリアル通信をするという目的があっ








～2冊の書籍と、Leap Motion 社や Cinder社がインターネット上で示しているサンプル例程度しか





























第二章 LeapMotion の機構を Windowsプログラムに組み込む 
2-1 LeapMotion とは 
 LeapMotionは 2012年に LeapMotion社から発売された、手のジェスチャーによる PC 操作を可
能にする入力デバイスであり、マウスや、タッチパネルを使用せずに体感的、直感的に操作するこ
とができる。1/100mm間隔で動作を認識することができる非常に高精度な三次元入力デバイスと
言える[1]。図 2-1に Leap Motionの外形を示す。 








研究で使用した時点での最新のバージョンは ver.2.0であった。Leap Motionの外観を図 2-1に
示す。Leap Motionの xyz座標の正負は図 2-2のようになっているので、３次元空間を考えるには
たえずこの座標を意識をしなければならない。 
 







図 2-2 Leap Motionの XYZ 座標([9]) 
 
２-2 Leap Motionでアプリケーションを開発するための準備 
 最初に Leap Motionの公式サイト[10]からインストーラーをダウンロードしてくる。後は指示に従っ
てインストールを完了させる。次に、開発環境を整えるために Leap Motionの公式サイト[11]より無
料で配布されている Leap Motion SDK をダウンロードしてくる。ここで注意しなければならないのは
ダウンロードは無償だが、ダウンロードするためにはこれもまた無償のサインアップをする必要があ
る。ダウンロードしてそのフォルダーを解凍すると Leap SDK というフォルダがあるので、それを適当
なところに移す。筆者は C ドライブに移した。 
 次にこの章では Visual Studio 2013を用いて開発していくので、Win32アプリケーションで空のプ
ロジェクトを作成する。Visual Studio 2013において初期設定が必要である。 
「すべての構成」の構成プロパティタブを開き、C/C++の追加のインクルードディレクトリで SDKの
中の include フォルダを指定する。次にリンカーの追加のライブラリディレクトリで SDKの中の libフ
ォルダにある x86フォルダを指定する。次に同じくリンカーの中の入力にある追加の依存ファイル















２-3-1 Controller クラスで提供されている関数 










































































トを実行し、net start LeapService と打ち込み、手動でスタートさせる必要がある。Leap Motionの
接続状態に関しては、Leap Motion コントローラーとアプリケーションが接続されていて、アプリケー
ションと Leap Motionサービスが接続されているという状態を意味している。onConnectや






























第三章 TWE-Lite とは 
TWE-Lite というのは無線機能が備わったマイコンであり、TWE-Lite DIP と呼ばれるものと
MoNoSｔick とよばれるものがある。TWE-Lite DIP はいわゆる一般的な ICの形にしたものであり、
そのまま回路に組み込むことで簡単に無線化することができる。MoNoStickは USB メモリぐらいの
大きさの USB接続を可能にしたもので PC やスマートフォンなどで無線操作が可能になる。図 3-1
に TWE-Lite DIPの外観を、図 3-2に MoNoStickの外観を示す。 
 
図 3-1 TWE-Lite DIP 
 





公式サイト [2]によると TWE-Lite は、グローバル周波数で波長が短くアンテナを小型化可能な
2.4GHz帯無線を採用しており、通信速度は 250kbpsである。2.4GHz帯無線は日本国内に限ら
ず世界中で使用可能となっている。また、省電力でもあり、2.3V～3.6Vの電圧で動作し、コイン電










  工場出荷時に標準でインストールされている。 
Ⅱ.シリアル通信専用アプリ 














これらのプログラムを TWE-Lite DIP や MoNoStickに書き込む方法を説明する。 
TWE-Lite DIPのプログラムを書き換えるには TWE-Lite-R（トワイライター）という別の部品が必 
要になる。図 3-3に TWE-Lite-Rの外観を示す。TWE-Lite-Rに TWE-Lite DIP を取り付け 
、パソコンに接続すると COMポートとして割り当てられるので、パソコン側に書き込むプログラム 
を公式サイトからダウンロードして用意し、専用の書き込みソフト「TWE-Lite プログラマ」を使用し 





線がピンの形で外部に出ておらず、電子工作には使いにくい。そこで本研究においては Leap  




図 3-3 TWE-Lite-R 
なお、MoNoStickにプログラムを書き込む際は、MoNoStickを直接パソコンに接続すれば COMポ



















第四章 Leap Motion を制御するプログラムについて 
 第二章では Leap Motionで用意されてある主なクラスについて紹介した。本章ではそれらを用
いて実際に作成したプログラムを紹介していく。最初に初期変数宣言と Leap Motion との接続を確
認する部分について図 4-1に示す。 






















void main(int argc, char *argv[]) 
{  
std::cout << "waiting for leapmotion setting " << controller.isConnected() << std::endl; 
while (!controller.isConnected()){} 
std::cout << "LeapMotion is ready to use!" << std::endl; 





























frame = controller.frame(); 
  idnum = frame.id(); 
  if (idnum > idnum_old){ 
   idnum_old = idnum; 
   fingers = frame.fingers(); 
   fingnum = fingers.count(); 
   fc = 0; 
   for (i = 0; i < fingnum; i++){ 
    fing = fingers[i]; 
    if (fing.isExtended())fc++;} 





図 4-3 指を認識している様子 
 
4-2 手の検出 










図 4-4 手の検出 
 
 





fc = 0; 
   pc = 0; 
   hands = frame.hands(); 
   hcount = hands.count(); 
   for (i = 0; i < hcount; i++){ 
    hand = hands[i]; 
    if (hand.isRight())pc = 1; 
    if (hand.isLeft())pc = 0; 
   } 
   std::cout << "hand count = " << hcount << std::endl; 
   if (pc == 1)std::cout << "Right Hand " << std::endl; 





































if (idnum > idnum_old){ 
   frame_old = controller.frame(idnum - idnum_old); 
   idnum_old = idnum; 
   if (frame_old.isValid()){ 
    gestures = frame.gestures(frame_old); 
   } 
   else{ 
    gestures = frame.gestures(); 
   } 
   count = gestures.count(); 
   for (i = 0; i < count; i++){ 




fcount = fingers.count(); 
for (n = 0; n < fcount; n++){ 
  finger = fingers[n]; 
  if (finger.hand().isLeft()){ 
   std::cout << n << "  LeftHand is Swipe " << std::endl; 
  std::cout << n << "  Finger Name is INDEX " << std::endl; 
 std::cout << "  to String = : " << swipe.toString() << "¥n" << std::endl; 
      } 
     } 
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for (n = 0; n < fcount2; n++){ 
finger2 = fingers2[n]; 
   x = swipe.startPosition().x; 
   y = swipe.startPosition().y; 
   z = swipe.startPosition().z; 
   xp = swipe.position().x; 
   yp = swipe.position().y; 
   zp = swipe.position().z; 
   dx = swipe.direction().x; 
   dy = swipe.direction().y; 
   dz = swipe.direction().z; 
   dr = dx / sqrt(dx*dx + dy*dy + dz*dz); 
   dl = -dx / sqrt(dx*dx + dy*dy + dz*dz); 
   dup = dy / sqrt(dx*dx + dy*dy + dz*dz); 
 
  dist = sqrt((xp - x)*(xp - x) + (yp - y)*(yp - y) + (zp - z)*(zp - z)); 
  ddown = -dy / sqrt(dx*dx + dy*dy + dz*dz); 
glBegin(GL_LINES); 
glVertex3f(x, y, z); 
glVertex3f(xp, yp, zp); 
glEnd(); 
glRasterPos3d(-100.0, -30.0, 0.0); 
 
  if (dr > 0.96 && dist > 150 ){ 
   state = 1; 
  }if (ddown > 0.96){ 
   kon = 1; 
  }if (state == 1 && dl > 0.97 ){ 
   dou = 1; 
  } 
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第五章 TWE-Lite と PICで端末を構成する 
5-1 PIC と TWE-Lite DIP 側の設定 
最初、筆者は Arduino Uno と組み合わせて Leap Motion と連動する外部装置を作成しようと考
えていたが、できるだけコンパクトに収めたいと考え、そこからシリアル通信やモーターの制御もで
きて大きさも手ごろで扱いやすい PIC16F688を用いて TWE-Lite DIP と通信をすることにした。   
TWE-Lite DIP と MoNoStickの設定を PIC とシリアル通信するために変更した。変更内容と変更
方法については後述する。図 5-1に PIC16F688の外観、図 5-2にデータシートに記載されてい
た PIC16F688のピン配置図、図 5-3に MONO WIRELESSの公式サイトで提供されていたピン配
置図を示す。 
 
図 5-1 PIC16F688 
 







図 5-3 TWE-Lite DIPのピン配置図[12] 
 
MoNoStickから送られてきた情報を TWE-Lite DIP から受け取るために UART送受信のピンを
使用する。PICの TXピンを TWE-Lite DIPの RXピンに、TWE-Lite DIPの TXピンを PICの RX
ピンに接続する。TWE-Lite DIP側は後は電源の VCC と GNDを接続して、20番ピンをグランドに
落とすだけである。20番ピンをグランドに落とす理由に関しても後述する。PICのほうに関しては
RC0 と RC1をモーターの制御に使用、１２～１４番ピンと４番ピンはプログラムの書き込みに使用、
RC2 と RC3は LEDの点灯に割り振っている。 
次に TWE-Lite DIP と MoNoStick側の設定を変更していく。TWE-Lite DIP を TWE-Lite-Rを
用いて PCに接続すると前述通り COMポートとして認識されるので、そこで TWE-Lite プログラマ
を用いてシリアル通信専用アプリを TWE-Lite DIP と MoNoStickに書き込む。その状態で
TeraTerm などの COMポートの状態を見られるものを立ち上げる。そこで+++と打ち込むと図 5-4
のような画面が出てくる。 
 






























今回はこれらの中の透過モードを使用する。これは PIC 側で RS232C(UART)の内蔵ハードウェ 
アを使用するのに適しているからである。設定方法に戻るが、まずインタラクティブモードに入って 
MoNoStickを親機に設定する。Iキーを押して”121”と入力すれば親機に設定される。TWE-Lite  











Web上に Arduino Uno と Leap Motionでシリアル通信をする際に使用されたプログラムの例が
紹介されていたので、これを元に作成した[6]。図 5-5は実際の PC 側のプログラムの一部である。
図 5-5、図 5-6図 5-7にプログラムを示す。 
図 5-5 シリアル通信のプログラム① 
 
#define TARGET_PORT _T("¥¥¥¥.¥¥COM5") 





int sendmessage(HANDLE hCom, char *wbuf, char *rbuf); 
HANDLE make_handle(); 
 
void main(int argc, char *argv[]) 
{ 
 char moji[80]; 
 int n; 
 
 hCom = make_handle(); 
 while (1){ 
  printf("送信するデータを入力してください。¥n"); 
  printf("改行だけ入力すると終了です。¥n"); 
  gets(moji); 
  n = strlen(moji); 
  printf("%s¥n", moji); 
  printf("入力文字：%s 文字数：%d¥n", moji, n); 
  if (n == 0)break; 
 









 HANDLE hCom = INVALID_HANDLE_VALUE; 
 DCB    stDcb; 
 COMMTIMEOUTS cto; 
hCom=CreateFile(TARGET_PORT,GENERIC_READ|GENERIC_WRITE,0,NULL, 
  OPEN_EXISTING,FILE_ATTRIBUTE_NORMAL| 
FILE_FLAG_WRITE_THROUGH, NULL); 
 if (hCom == INVALID_HANDLE_VALUE){ 
  printf("Handle is not gotten error¥n"); 
  exit(1); 
  //return INVALID_HANDLE_VALUE;} 
 memset(&stDcb, 0, sizeof(DCB)); 
 stDcb.BaudRate = CBR_115200; 
 stDcb.fParity = 1; 
 stDcb.ByteSize = 8; 
 stDcb.Parity = NOPARITY; 
 stDcb.StopBits = ONESTOPBIT; 
 stDcb.EofChar = 26; 
 if (SetCommState(hCom, &stDcb) == FALSE){ 
  CloseHandle(hCom); 
  printf("COM setting error ¥n"); 
  exit(1); 
  //return INVALID_HANDLE_VALUE;} 
 memset(&cto, 0, sizeof(COMMTIMEOUTS)); 
 cto.ReadTotalTimeoutConstant = 100; 
 cto.WriteTotalTimeoutConstant = 200; 
 if (SetCommTimeouts(hCom, &cto) == FALSE) { 
  CloseHandle(hCom); 
  printf("time out setting error ¥n"); 
  //return INVALID_HANDLE_VALUE;} 










 次に PIC 側のプログラムを紹介する。図 5-9に PIC側のプログラムの一部を示す。 
PC 側からデータを受け取って、‘e’という文字列が来たら‘e’までの文字列を読み取り、その文字







図 5-8 接続の様子 
int sendmessage(HANDLE hCom, char *wbuf, char *rbuf) 
{ 
 
 BOOL werr = FALSE, rerr = FALSE; 
 DWORD wn = 0, rn = 1; 
 int i = 0, cr_num = 0; 
 if (!WriteFile(hCom, wbuf, (int)strlen(wbuf), &wn, NULL)) werr = TRUE; 
 





図 5-9 PIC 側のプログラムの一部 
 










 {if( dc > 0 ){data = getch(); 
   if( data == 'e' ){if( num == 0 || fugo > 0 ){ 
     RC0 = 0; 
     RC1 = 0;//motor stop 
     RC3 = 0; 
     RC2 = 0;} 
    if( num == 2 && fugo == 0 ){RC2 = 1;} 
    if( num ==3 && fugo == 0){ 
     RC0 = 1; 
     RC1 = 0;} 
    if( num == 4 && fugo == 0 ){RC3 = 1;} 
    if( num  >= 5&& fugo == 0){ 
     RC0 = 0; 
     RC1 = 1; 
     RC2 = 0; 
     RC3 = 1;} 
    num = 0; 
    fugo = 0; 
   }else if( data == '0' ){fugo = 1;num = 0;} 






前章で TWE-Lite DIP と MoNoStick、PIC を用いたシリアル通信ができることが分かったので、
最後に Leap Motion側のプログラムを制作した。 
6-1 手、指の描画 
まず認識した手、指の骨格を描画したいので Leapの Bone クラスを使用した。Leap Motionで
取得できる骨の一覧は図 6-1のようになっている。 

















図 6-3 指骨の描画部分 
 
 
glColor3f(0.f, 1.f, 1.f); 
 
 glPushMatrix(); 
 x = bone.center().x; 
 y = bone.center().y; 
 z = bone.center().z; 
 glTranslatef(x, y, z); 
 glutSolidSphere(4, 10, 10); 
 glPopMatrix(); 
 
 glColor3f(0.f, 1.f, 0.f); 
 
 glPushMatrix(); 
 x2 = bone.nextJoint().x; 
 y2 = bone.nextJoint().y; 
 z2 = bone.nextJoint().z; 




 glColor3f(0.f, 0.f, 1.f); 
 
 glPushMatrix(); 
 x3 = bone.prevJoint().x; 
 y3 = bone.prevJoint().y; 
 z3 = bone.prevJoint().z; 
 glTranslatef(x3, y3, z3); 
 glutSolidSphere(4, 10, 10); 
 glPopMatrix(); 
 

























図 6-5 プログラムの一部 
 
 
df = dz / sqrt(dx*dx + dy*dy + dz*dz); 
db = -dz / sqrt(dx*dx + dy*dy + dz*dz); 
 
if (dr > 0.96 && dist > 150 ){      
   state = 1;} 
if (ddown > 0.96)        
 kon = 1;        
 sendmessage(hCom, "2e", rbuf);} 
if (state == 1 && dup > 0.96){        
st = 1        
ba = 0;        
 fr = 0;        
 sendmessage(hCom, "0e", rbuf);} 
if (state == 1 && dl > 0.97 ){      
 dou = 1;        
 sendmessage(hCom, "4e", rbuf);} 
if (df > 0.96){        
 fr = 0;        
 ba = 1;        
 st - 0;        
 sendmessage(hCom, "5e", rbuf);} 
if (db > 0.96){        
 ba = 0;        
 fr = 1;        
 st = 0;        










ないときの様子を図 6-6に、認識されたときの様子を図 6-7に示す。 
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