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By the transition of the computer paradigm from the personal computing to the
ubiquitous computing, user surroundings, such as home appliances, audios, furni-
tures, come to have computational power and network capability. These enhanced
devices communicate with each other and support a sophisticated user's life. Such
an environment is called a home computing environment and in which the require-
ment for interoperability and compatibility must be ful¯lled because there are many
devices with various types and functions, and there is a requirement of the user to
construct his/her applications freely for his/her needs or tasks.
WWW(World Wide Web) is one of the system that ful¯lls a similar requirement.
The basis of WWW is simple model which is called REST(Representational State
Transfer), and the core of REST is consists of 1) genericity of interfaces which is
achieved by a few sets of command, 2) uniquely addressable resources. Thus, WWW
has achieved a high interoprability and a °exible extensibility by this model.
In this thesis, REST is introduced into the home computing environment to cope
with the problem of interoperability, and it is veri¯ed that the simple architecture of
REST is useful in the home computing environment Concretely, REST is introduced
into SENCHA that is the Home-computing middleware based on UPnP(Universal
Plug and Play). In the chapter of design, SENCHA is reconstructed by analyzing it
by using concept of basic elements de¯ned in REST architectural style; component,
connector, and data, and using abstraction of resource and representation.
As for SENCHA, the introduction of REST enables light weight architecture and
minimizes dependency of the interface. Thus, °exible composition of the devices
by the end users become possible. It can be considered that it is very useful to
introduce architecture as simple as the model of REST into the home computing
































































































































































































































































は，UPnPの仕様で策定されている SSDP（Simple Service Discovery Protocol）[28]
を採用している．また，この特性記述内に，アプライアンスが提供するサービスのイ


























































































































6Common Object Request Broker Architecture．OMGによって策定されている分散オブジェクト
の仕様．
















































































































































































































































































































































































































































































































4TVの Data Sink リソースは，メディアデータの URIを POSTにより設定可能
5イベント発行元と通知先に同じリソースを設定できないと考える場合
29
アプライアンス リソース 取り得る状態 controllable monitorable イベント通
知先数
Table Light power on, o® ○ ○ 14
brightness 1, 2, 3, 4, 5,
6
○ ○ 24
Ceiling Light power on, o® ○ ○ 14
TV power on, o® ○ ○ 14
channel 1, 3, 4, 6, 8,
10, 12
○ ○ 49
volume 1, 2, 3, 4, 5 ○ ○ 35





Data Sink (メ ディア
デ ー タ の
URI)
（○） ×
Media Server Data Source (メ ディア
データ)
× ×
Bed isSomeBodyOn true, false × ○ 16
















CPU celeron 800MHz Pentium III 866MHz
メモリ 384MB 384MB
OS RedHat9 RedHat9
JavaVM 1.4.2 04 1.4.2 06




CHA では，SOAPを用いた実装は tomcatを用いているが，RESTは oscarフレー
ムワークの提供する Jetty ベースのWEBサーバを用いている．しかし，今回のテ
ストでは条件を同じにするため，両者とも tomcat を使用している．アプライアン
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<wsdl:part name="getPowerReturn" type="xsd:string" />
</wsdl:message>
- <wsdl:message name="setPowerRequest">




<wsdl:part name="setPowerReturn" type="xsd:string" />
</wsdl:message>
- <wsdl:portType name="Light">
- <wsdl:operation name="setPower" parameterOrder="value">
<wsdl:input message="impl:setPowerRequest" name="setPowerRequest" />
<wsdl:output message="impl:setPowerResponse" name="setPowerResponse" />
</wsdl:operation>
- <wsdl:operation name="getPower">
<wsdl:input message="impl:getPowerRequest" name="getPowerRequest" />
<wsdl:output message="impl:getPowerResponse" name="getPowerResponse" />
</wsdl:operation>
</wsdl:portType>
- <wsdl:binding name="LightSoapBinding" type="impl:Light">


























- <wsdl:port binding="impl:LightSoapBinding" name="Light">
<wsdlsoap:address location="http://192.168.123.63:8080/axis/services/Light" />
</wsdl:port>
</wsdl:service>
</wsdl:definitions>
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