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編」の 2 回に分けてご紹介します。 
SX-ACE システムでは主なプログラミング言語として、Fortran 95、Fortran 2003、C、C++言語が利用でき





1. SX-ACE の CPU 
SX-ACE システムは、4 個の CPU コアを内蔵した CPU を持つノードを複数結合した「スケーラブル･パラ
レル･スーパーコンピュータ」です。各 CPU コアは一つの命令で最大 256 個のデータを処理できるベクトル
演算器を 6 個(加算器 2 個、乗算器 2 個、除算器 1 個、論理演算器 1 個)ずつ含みます。 
SX-ACE のベクトル命令には、一般的なスカラプロセッサで導入されている複数のデータを一度に処理
できる SIMD 命令に対して、次の特長があります。 
 最大 256 個までの大量のデータを一つのベクトル命令で演算できる 
 一つのベクトル命令で処理するデータの個数を自在に変更できる 












例-1 のプログラムは、配列 B と配列 C を加算し配列 A に代入、配列 E と配列 F を加算し配列 D に代入
する DO ループです。 
［大規模科学計算システム］
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 例-1  
DO I = 1, 100 
   A(I) = B(I) + C(I) 
   D(I) = E(I) + F(I) 
ENDDO 
 
例-1 の DO ループ中の加算をスカラ命令、ベクトル命令で実行したときの実行イメージは図-1 のとおりで
す。一つのスカラ命令は、一度に一組のデータに対する演算処理を行います。これに対して、SX-ACE の
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例-2  
DO I = 1, 100 
   C(I) = A(I) + B(I) 
ENDDO 
 
   ↓ 
 
VR1   ←  配列A  (配列Aからベクトルレジスタに100個のデータをロード) 
VR2   ←  配列B  (配列Bからベクトルレジスタに100個のデータをロード) 
VR3   ←  VR1 + VR2 (100個のデータをベクトル加算) 
配列C ←  VR3   (配列Cに100個の演算結果をストア) 






対象 Fortran 言語要素 
ループ 配列式、DO ループ、DO WHILE ループ、FORALL ループ 
文 代入文、CONTINUE 文、GOTO 文、CYCLE 文、EXIT 文、IF 文、 
















DO I = 1, 100 
   A(I) = B(I) + C(I) 



















し た 場合は 一つ の 命令で 複数の デ ー タを 処理す る た め 、 A(1)=B(1)+C(1)、 A(2)=B(2)+C(2) 、 ... 、
A(100)=B(100)+C(100)、D(1)=E(1)+F(1)、D(2)=E(2)+F(2)、...、D(100)=E(100)+F(100)と配列 B、配列 C の加








DO I = 2, N 
   A(I+1) = A(I) * B(I) + C(I) 
ENDDO 
 
図-3 は、例-4 の DO ループの文の実行順序示すイメージです。ベクトル化すると、「2.2. ベクトル命令の










A( 1 ) = B( 1 ) + C( 1 ) 
D( 1 ) = E( 1 ) + F( 1 ) 
A(100) = B(100) + C(100) 
D(100) = E(100) + F(100) 
A( 2 ) = B( 2 ) + C( 2 ) 
D( 2 ) = E( 2 ) + F( 2 ) 
：      ：      ： 
A( 1 ) = B( 1 ) + C( 1 ) 
A( 2 ) = B( 2 ) + C( 2 ) 
  :        :       : 
A(100) = B(100) + C(100) 
D( 1 ) = E( 1 ) + F( 1 ) 
D( 2 ) = E( 2 ) + F( 2 ) 
  :        :       : 
D(100) = E(100) + F(100) 
スカラでの実行順序 ベクトルでの実行順序
ベクトル化





...   ... 
A:元の A の値 
a:更新された A の値 




DO I = 2, N 
   A(I-1) = A(I) * B(I) + C(I) 
ENDDO 
 




































...   ... 
A:元の A の値 
a:更新された A の値 
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例-6  
(文の入れ換え前)      (文の入れ換え後のイメージ) 
DO I = 1, 99       DO I = 1, 99 
   A(I) = 2.0  ! 定義       B(I) = A(I+1) ! 参照 
   B(I) = A(I+1) ! 参照       A(I) = 2.0  ! 定義 















(ループの一重化前)      (ループの一重化後の変形イメージ) 
INTEGER::M, N 
PARAMETER(M=100, N=100) 
REAL(KIND=8)::A(M,N), B(M,N), C(M,N) 
DO I = 1, M 
   DO J = 1, N     DO IJ = 1, M*N 
      A(J,I) = B(J,I) + C(J,I)     A(IJ,1) = B(IJ,1) + C(IJ,1) 











(ループの入れ換え前)     (ループの入れ換え後のイメージ) 
DO J=1, 1000       DO I = 1, 999 
   DO I = 1, 999         DO J = 1, 1000 
      A(I+1,J) = A(I,J) + B(I,J)         A(I+1,J) = A(I,J) + B(I,J) 
   ENDDO           ENDDO 
ENDDO        ENDDO 
 














(条件ベクトル化前)      (条件ベクトル化後のイメージ) 
DO I = N, N+10     IF (K.GE.0.OR.K.LT.-10) THEN 
   A(I) = A(I+K) + B(I)     !CDIR NODEP  ! ベクトルでの実行 
ENDDO           DO I = N, N+10 
               A(I) = A(I+K) + B(I) 
            ENDDO 
         ELSE 
            DO I = N, N+10 ! スカラでの実行 
               A(I) = A(I+K) + B(I) 
            ENDDO 
         ENDIF 
 
 
例-9 の条件ベクトル化後のイメージの IF 文が実行時にコードを選択するための判定文で、THEN ブロッ
クはベクトルで実行するコード、ELSE ブロックはスカラで実行するコードです。IF 文の条件式に現れる
「K.GE.0」が真のときは例-5 と同じようにデータの依存関係が変わりません。また、「K.LT.-10」のときには、
「DO I=N,N+10」であることから常に I≠I+K が成り立ちデータの依存関係がありません。よって、条件式が真


























REAL::A(N), B(N), C(N), D(N) 
REAL::X(M), Y(M) 
 
A = B**2 + C**2  ① 
X = SIN(Y)   ② 
D = SQRT(A)   ③ 
 
END SUBROUTINE SUB 
 
例-10 では、配列 A、B、C の大きさが N、配列 X、Y の大きさが M となっています。すなわち、大きさ N の
配列代入文①と③の間に、大きさが M の配列代入文②が割り込む形になっています。この場合、例-11 の
ように 3 個のループで書いた場合と同じような実行命令列が生成されます。 
 
例-11  
DO I = 1, N 
   A(I) = B(I)**2 + C(I)**2 
ENDDO 
DO I = 1, M 
   X(I) = SIN(Y(I)) 
ENDDO 
DO I = 1, N 
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例-12  
A = B**2 + C**2  ① 
D = SQRT(A)   ③ 




DO I = 1, M 
   A(I) = B(I)**2 + C(I)**2 
   D(I) = SQRT(A(I)) 
ENDDO 
DO I = 1, N 










f90: opt(11): ex.f90, line 5: 配列代入を融合した。:line 5 – 6 
 
編集リスト 
    LINE    LOOP      FORTRAN STATEMENT 
 
    1:             SUBROUTINE SUB(A,B,C,D,N, X,Y,M) 
    2:             REAL::A(N), B(N), C(N), D(N) 
    3:             REAL::X(M), Y(M) 
    4: 
    5: V------>    A = B**2 + C**2 
    6: V------     D = SQRT(A) 
    7: V======     X = SIN(Y) 
    8: 
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 例-14  
INTERFACE 
   SUBROUTINE SUB(X) 
   REAL::X(:)    ! 形状引継ぎ配列 
   END SUBROUTINE SUB 
END INTERFACE 
 




P=>A(1:100:2)   ! PはAの奇数要素と結合 
CALL SUB(B(1,:))   ! SUBの形状引継ぎ配列XはBの1次元目の添字が1の要素と結合
... 
 
例-14 において、ポインタ代入後の配列ポインタ P と、サブルーチン SUB が呼び出されたときの形状引継
ぎ配列 X の要素のメモリ上の配置は図-5 のようになります。 
 
P(1)  P(2)  P(3) ... P(49)  P(50)  
 
X(1)     
X(2)     
X(3)     
X(4)     








   SUBROUTINE SUB2(Y) 
   REAL::Y(50) 
   END SUBROUTINE SUB2 
END INTERFACE 
 
REAL,POINTER::P(:)  ! 配列ポインタ 
REAL,TARGET::A(100) 
P=>A(1:100:2)   ! PはAの奇数要素と結合 
CALL SUB2(P) 
 
例-15 では、配列ポインタ P をサブルーチン SUB2 の実引数としています。P に対応する SUB2 の仮配列
は、Y(50)と宣言されています。Fortran 言語では、配列ポインタと形状引継ぎ配列以外の配列の要素はメモ
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リ上連続領域でなければならないと定められています。このため、コンパイラは SUB2 を呼び出す前に P の
要素が連続領域となっているかどうかをチェックし、もし不連続なら P の全要素の値を一旦作業用の領域に





f_copyin(P,wk) ! この実行時ルーチンはPが連続領域でなければ作業領域に 
    ! コピーしwkにその作業領域のアドレスを設定する。 
    ! Pが連続ならwkはPの結合先のアドレスが設定される。 
CALL SUB2(wk)  ! 連続領域であることが保証されているwkをSUB2に渡す。 
f_copyback(wk,P) ! この実行時ルーチンはwkとPが同じメモリ領域なら何も 
    ! しない。そうでなければwkからPに値をコピーする。 
 















   SUBROUTINE SUB3(Z) 
   REAL::Z(:)   ! Zは形状引継ぎ配列 
   END SUBROUTINE SUB3 
END INTERFACE 
 
REAL,POINTER::P(:)  ! 配列ポインタ 
REAL,TARGET::A(100) 
 
P=>A(1:100:2)   ! PはAの奇数要素と結合 
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DO I = 1, 100 



























図-6 ADB (Assignable Data Buffer) 
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コンパイラは、配列データの再利用性、すなわち、ある配列データが 2 回以上アクセスされるかどうかに
着目し性能向上が期待できる配列を自動的に選択し ADB にバッファリングされるようにします。 
 
5.2. SX-ACE の ADB 





表-2 SX-ACE と SX-9 の ADB 
 SX-ACE SX-9 
























行 !CDIR ON_ADB でユーザが配列を指定する機能、特別な属性を持つ配列データをコンパイラオプショ
ンでまとめて指定する機能(コンパイラオプションによるカテゴリ指定機能)を持ちます。コンパイラオプション
によるカテゴリ指定機能は SX-ACE で新たに強化されました。 
コンパイラオプションによるカテゴリ指定では、連続、リストベクトルなどのアクセスパターンごと、共通ブロ
ック、モジュール変数、引数などのデータの種類ごと、特定の用途で利用されるものごとなど、バッファリング




 カテゴリ指定 バッファリングされるベクトルデータ 















% cat a.f90 
SUBROUTINE SUB(C) 
COMMON /COM/A,B 
REAL(KIND=8)::A(1000), B(1000), C(1000) 
B = A * 2 
A = B + C 
END SUBROUTINE 
% sxf90 -Wf,-pvctl,on_adb=arg:nocommon a.f90 
 
 





たとき ADB ヒットとみなされます。ADB ヒット要素率は、ベクトルロードした全要素のうち ADB ヒットした要素
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の比率を表します。 
この性能値の利用にあたっては次のことにご留意ください。 



















算率が 50%程度では、スカラ実行時の高々2 倍の性能にしかならないことは、図-7 からもわかると思います。
一般にはベクトル演算率が 98%以上を目指すことになります。ベクトル演算率は、以降で示すプログラム実
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6.2. プログラム実行解析情報 
プログラム実行解析情報は、プログラムの実行時に参照される環境変数 F_PROGINF に YES、または、
DETAIL が設定されているとき、プログラムの実行終了時に標準エラー出力ファイルに出力されます。この
情報から、プログラムがハードウエアの性能を十分に引き出しているか否かを判断できます。環境変数





     ******  Program Information  ****** 
  Real Time (sec)               :           875.787967    経過時間 
  User Time (sec)               :          3498.747107    ユーザ時間 
  Sys  Time (sec)               :             2.455352    システム時間 
  Vector Time (sec)             :          3329.276575    ベクトル命令実行時間 
  Inst. Count                   :         597017752356.   全命令実行数 
  V. Inst. Count                :         464204772550.   ベクトル命令実行数 
  V. Element Count              :      100858351225030.   ベクトル命令実行要素数 
  V. Load Element Count         :       11548190101324.   ベクトルロード命令実行要素数 
  FLOP Count                    :       43776313912608.   浮動小数点データ実行要素数 
  MOPS                          :         28864.951114    MOPS値 
  MFLOPS                        :         12511.997173    MFLOPS値 
  A. V. Length                  :           217.271250    平均ベクトル長 
  V. Op. Ratio (%)              :            99.868490    ベクトル演算率 
  Memory Size (MB)              :          5376.000000    メモリ使用量 
  MIPS                          :           170.637584    MIPS値 
  I-Cache (sec)                 :             0.605043    命令キャッシュミス時間 
  O-Cache (sec)                 :            23.921375    オペランドキャッシュミス時間 
  Bank Conflict Time 
    CPU Port Conf. (sec)        :            35.571349    CPUポート競合時間 
    Memory Network Conf. (sec)  :          1597.203733    メモリネットワーク競合時間 
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図-9 Profile Tree Table 
 
図-9 から、手続「calc2」の実行回数(FREQUENCY)は 50 回、一回当たりの実行時間(AVER.TIME)は
92.93 ミリ秒で総実行時間は 4.65 秒だったことがわかります。さらに、ベクトル演算率(V.OP.RATIO)は
42.87%、ADB ヒット要素率は 99.88%だったこともわかります。 
 








皆様が SX-ACE をご利用になる上で、本稿が多少なりともお役に立てれば幸いです。 
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