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Proceduralno generiranje realisticˇne pokrajine v razlicˇnih letnih cˇasih
Tematika naloge:
V okviru diplomske naloge zasnujte in izdelajte orodje za proceduralno ge-
neriranje realisticˇne pokrajine. Razvito orodje naj omogocˇa izdelavo povrsˇja
z uporabo sˇumnih funkcij in njegovo podrobnejˇso oblikovanje z uporabo
razlicˇnih vrst erozije. Omogocˇa naj tudi dodajanje vodnih povrsˇin. V tako
generiranem okolju omogocˇite dolocˇanje podrocˇij razlicˇnih biomov, ki se nato
samodejno poselijo z ustreznimi rastlinskimi vrstami. Orodje naj omogocˇa
tudi definiranje cest, ob katere se samodejno dodajo tudi stavbe. Tako ustvar-
jeni pokrajini lahko uporabnik dolocˇi tudi letni cˇas, kar vpliva na spremembo
v generiranem rastju in predvsem na izbor barv. Za implementacijo upora-
bite okolje Unity. Razvito orodje naj bo enostavno razsˇirljivo in naj podpira
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Povzetek
Naslov: Proceduralno generiranje realisticˇne pokrajine v razlicˇnih letnih
cˇasih
Avtor: Primozˇ Pecˇar
Diplomska naloga prikazuje pristope za generiranje realisticˇne pokrajine z
mozˇnostjo prehoda med letnimi cˇasi. Opisani so postopki generiranja terena
z uporabo Perlinovega sˇuma in tekstur, ki definirajo viˇsino, toploto in raz-
poreditev vode. S tem dosezˇemo osnovno obliko terena, na njej pa gradimo
z uporabo vecˇ tipov erozij, s katerimi dosezˇemo bolj realisticˇni izgled. Teren
razdelimo z definiranjem biomov. Z njimi teren teksturiramo in locˇimo na
posamezne predele. Vsak biom ima tudi svoje podrobnosti, ki popestrijo iz-
gled terena. Zatem dodamo preostalo vsebino, ki pa je vezana na tip bioma.
Ko je vsa vsebina postavljena, se lotimo sˇe generiranja cest in hiˇs okoli njih.
Ko je vsa vsebina ustrezno definirana, pa lahko celotno pokrajino spremi-
njamo glede na letni cˇas. Tako vidimo spremembe med letnimi cˇasi in kako
to vpliva na celostno podobo terena. Cilj diplome je generirati realisticˇno
pokrajino, ki se bo lahko kasneje uporabila kot osnova za simulacijo zajema
s senzorjem LiDAR.
Kljucˇne besede: proceduralno generiranje terena, Whittakerjevi biomi,
Unity, prehod med letnimi cˇasi.

Abstract
Title: Procedural generation of realistic landscape in different seasons
Author: Primozˇ Pecˇar
The diploma thesis presents approaches for the generation of a realistic ter-
rain with the ability to switch between seasons. We describe the procedures
of terrain generation using Perlin noise and the generation of height, heat and
water maps. With those, we achieve a basic procedurally generated terrain.
We expand on this by using several erosion types, which make our terrain
more realistic. We divide the terrain by defining biomes. With these, the
terrain is textured and separated into individual areas. Each biome also has
it’s own detail layer that enhances the appearance of the terrain. Then we
add content that is related to the type of biome. Once all the content is laid
out, we begin the generation of roads and the placement of houses around
them. With all the content placed, we can start changing the season. This
allows us to see the changes between the seasons and how it affects the ove-
rall image of the terrain. The aim of the diploma is to generate a realistic
landscape that can later be used as a basis for simulating capture with a
LiDAR sensor.





S proceduralnim generiranjem se danes srecˇamo skoraj v vsaki igri. Ta
pristop je zelo popularen, saj nam omogocˇa, da je vsaka igralna izkusˇnja
drugacˇna. Da se ne omejimo samo na teren, proceduralno generiranje upo-
rabljamo tudi za vsebino (generiranje hiˇs in mest [7], drevesnih struktur,
vegetacije, animacij [9] ipd.).
Kdorkoli je zˇe kdaj igral igre z neskoncˇnim svetom, je bil seznanjen s
proceduralnim generiranjem. Kot primer lahko vzamemo igro Minecraft.1 Ta
je danes ena najbolj popularnih iger, ki izkoriˇscˇa proceduralno generiranje
za prakticˇno vse. S pomocˇjo proceduralnega generiranja lahko naredimo
neomejeno svetov, ki pa so vsi med seboj razlicˇni.
V diplomski nalogi se ukvarjamo s proceduralnim generiranjem terena
znotraj igralnega pogona Unity. Za osnovo bomo vzeli Perlinov sˇum [14] in
parametre, ki vplivajo nanj. S tem lahko generiramo zemljevid viˇsine, toplote
in vlage, s katerimi dobimo osnovno obliko terena.
Kasneje bomo dodali erozijo, ki bo nasˇ teren oblikovala v nekaj bolj re-
alisticˇnega. Glede na tip erozije in sˇtevilo iteracij lahko dobimo razlicˇne
rezultate. Teren lahko naredimo bolj grob in mu dodamo manjˇse podrob-
nosti, prav tako pa lahko dobimo teren cˇisto drugacˇne podobe. Ko smo
zadovoljni z erodiranim terenom, se lotimo definiranja biomov in postavi-
1PCG Wiki Minecraft http://pcg.wikidot.com/pcg-games:minecraft
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tve ostalih objektov. Biom predstavlja regijo, za katero velja dolocˇen tip
vegetacije in podnebja.
Na podlagi omejitev za viˇsino, toploto in vlago razdelimo teren na biome.
Biom je opisan s teksturami, podrobnostmi in seznamom objektov. Izgled
terena je odvisen od teksture trenutnega letnega cˇasa za posamezni biom.
Ko smo zadovoljni z teksturiranim terenom, se lotimo sˇe generiranja cest
in postavitve hiˇs. Ceste so lahko postavljene skozi vecˇ biomov in so generirane
na podlagi dolzˇine skupnega segmenta. S tem lahko generiramo mrezˇo cest
in okoli njih nakjucˇno postavimo hiˇse.
Na koncu vse skupaj nadgradimo s prehodi med letnimi cˇasi. Glede na
trenutni letni cˇas se spreminja izgled in vsebina terena.
Diplomska naloga je napisana v programskem jeziku C#, za uporabniˇski
vmesnik pa uporabljamo igralni pogon Unity. Vmesnik nam nudi vse pa-
rametre za generiranje terena in omogocˇa razvoj v realnem cˇasu ali nacˇinu
urejanja.
1.1 Cilji
Cilj diplomske naloge je razvoj uporabniˇskega vmesnika znotraj igralenga po-
gona Unity, ki omogocˇa generiranje realisticˇnega terena z nakljucˇno vsebino
in mozˇnostjo prehoda med letnimi cˇasi. Vmesnik bo omogocˇal delovanje v
realnem cˇasu in nudil mozˇnost shranjevanja vseh parametrov, ki opisujejo
teren. Bolj podrobno cilje delimo na:
• generiranje preprostega terena z uporabo Perlinovega sˇuma in nadgra-
dnja z uporabo erozije;
• definiranje biomov, teksturiranje terena, postavitev objektov in detaj-
lov;
• generiranje cest in postavitev hiˇs;
• prehod med letnimi cˇasi in sprememba vsebine glede na letni cˇas.
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Koncˇen produkt bo teren, ki ga bomo lahko uporabili tudi pri strojnem
ucˇenju. Nad terenom se bo izvajala simulacija zajema s senzorjem LiDAR.
1.2 Struktura dela
Diplomsko delo je razdeljeno na sˇest poglavji. V naslednjem poglavju opi-
sˇemo, kaj vse je zˇe bilo narejenega na temo proceduralnega generiranja te-
rena, erozije, definiranja in omejevanja biomov, generiranja cest in postavitve
hiˇs.
Po pregledu obstojecˇih resˇitev pa predstavimo nasˇo implementacijo prej
navedenih stvari. V poglavju 3 z naslovom Proceduralno generiranje terena
bomo opisali, kako generiramo zemljevide viˇsine, toplote in vlage ter katere
tipe erozij imamo in kako delujejo. Nato se bomo ukvarjali z vsebino ozi-
roma gradniki terena (poglavje 4). Opisali bomo, kako deluje generiranje
in omejevanje biomov, kako postavljamo vsebino na teren, na kaksˇen nacˇin
generiramo ceste in kako postavljamo hiˇse okoli njih. Sledi 5. poglavje, ki
obravnava prehode med letnimi cˇasi. Opisali bomo spremembe vsebine in
detajlov ter kako letni cˇasi vplivajo na celostno podobo terena. Na koncu pa
je v 6. poglavju predstavljen vmesnik za interakcijo s parametri ter navodila




Za zacˇetek je bilo potrebno izbrati algoritem za generiranje sˇuma. Na voljo
imamo razlicˇne algoritme, najbolj znan pa je Perlinov [14]. Prednosti Per-
linovega sˇuma sta hitrost izvajanja in njegova preprostost. Z manipulacijo
osnovnih parametrov [5] pridemo zˇe do dovolj realisticˇnih rezultatov. Prav
tako je njegova implementacija zˇe znotraj igralnega pogona Unity.
Ian Parberry [13] v svojem cˇlanku opiˇse, kako generiramo teren z upo-
rabo Perlinovega sˇuma in manipulacijo njegovih parametrov. Izgled terena
nadgradi z uporabo realnih geografskih podatkov o viˇsinski distribuciji na te-
renu velikosti 25 km2. Predstavi tudi parametre za manipulacijo Perlinovega
sˇuma in kako vplivajo na celotno podobo zemljevida viˇsine.
Ko smo zbrali algoritem za generiranje zemljevida viˇsine, smo morali
ugotoviti, na kaksˇen nacˇin naredimo teren bolj realisticˇen. To dosezˇemo s
simulacijo erozije. Mei, Decaudin in Hu v cˇlanku [10] predstavijo imple-
mentacijo vodne erozije, ki pa se izvaja na graficˇni kartici. Delovanje vodne
erozije simulira padanje dezˇja in premikanje delcev po viˇsinskem zemljevidu.
Algoritem je primeren, a je namenjen delovanju na graficˇni kartici.
Zato so za nasˇe potrebe bolj uporabne tri vrste erozije, ki so opisane v
cˇlanku [11] Jacoba Olsena. Cˇlanek opisuje uporabo in implementacijo ter-
malne, vodne in izboljˇsane termalne erozije. Prav tako uporablja Perlinov
sˇum za generiranje viˇsinskega zemljevida, tega pa nadgradi z uporabo Vornoi-
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evih diagramov. Cˇlanek se osredotocˇi na hitrost izvajanja in koncˇno kvaliteto
terena, prav tako pa poda oceno za vse tri tipe erozij.
Po eroziji je potrebo teren razdeliti na vecˇ delov. To dosezˇemo z defini-
ranjem biomov. V knjigi Handbook of Digital Games [1] dobimo podroben
opis, kako se lotiti generiranje terena in omejevanja biomov. Za igre lahko
uporabimo poenostavljen diagram Whittaerjevih biomov [15]. Prednost teh
je preprosta klasifikacija biomov, saj za omejitev bioma rabimo samo tempe-
raturo in vlago obmocˇja.
Sedaj imamo nacˇin delitve terena na biome. Vsak biom ima svojo teks-
turo, vendar je potrebno ugotoviti, na kaksˇen nacˇin bomo teksturirali teren.
Ker smo se odlocˇili za igralni pogon Unity, je bilo potrebno pregledati, cˇe
obstaja zˇe kaksˇen nacˇin za teksturiranje terena znotraj igralnega pogona.
Na spletni strani1 je opisan postopek zlivanja tekstur (angl. splat map) za
teksturiranje terena znotraj igralenga pogona Unity. Zlivanje tekstur se prvicˇ
pojavi leta 1993 kot cˇlanek [3] na konferenci Visualization. Ta koncept se
lahko uporabi tudi na terenu [4]. Ker je teren razdeljen na biome, ga lahko
teksturiramo glede na omejitve bioma. Ta nacˇin teksturiranja je smiselen,
saj bomo teren morali teksturirati glede na biom ter imamo implementacijo
znotraj igralnega pogona Unity.
Ko je teren omejen na biome je potrebno postaviti sˇe ostale objekte. Kelly
in McCabe v cˇlanku [8] opiˇseta razlicˇne postopke proceduranlega generira-
nja cestnih mrezˇ ter kako postaviti in generirati stavbe. Predstavita koncept
zlepkov (angl. spline). Te lahko uporabimo, da generiramo zlepke, ki pred-
stavljajo krizˇiˇscˇa. Tocˇke znotraj zlepka nam dolocˇajo polozˇaj, kamor bomo
postavili cesto. Na voljo pa imamo zˇe obstojecˇo resˇitev2 znotraj igralnega
pogona Unity, ki pa uporablja zlepke z mrezˇo (angl. spline mesh).
Ostane samo sˇe postavitev objektov. V cˇlanku Object Placement in Di-
stributed Multiplayer Games [12] avtorja opiˇseta, kako postavljati objekte





za najbolj optimalno igralno izkusˇnjo v igrah za vecˇ igralcev. Postavitev
objektov delita na staticˇno, postavitev glede na regijo (angl. region-based)
in postavitev glede na obremenitev (angl. load-based placement). Postavitev
glede na regijo se mi je zdela primerna, saj imamo zˇe definirane biome, tem
pa dodamo seznam objektov.
Tako imamo razdelan cel proces za generiranje realisticˇnega terena. Tu je
sˇe vredno omeniti, kaj je metoda zajema LiDAR (angl. Light Detection And
Ranging). Gallay [6] v cˇlanku predstavi delovanje sistema LiDAR. Simuli-
rati hocˇemo poljubno sˇtevilo aerolaserskih skeniranj. V ta namen potrebu-
jemo vecˇ proceduralno generiranih terenov. Ker bomo izvajali vecˇ simulacij,
hocˇemo tudi razlicˇne terene za bolj ucˇinkovito strojno ucˇenje. Ideja je, da
imamo sistem, ki simulira letenje nad terenom in uporablja metodo zajema
LiDAR. S tem lahko rekonstruiramo teren in ugotavljamo prisotnost hiˇs in
cest.
V diplomski nalogi Proceduralna generacija terena za uporabo v racˇunaln-
iˇskih igrah [2] je predstavljen problem proceduralnega generiranja, vendar
za namen iger. Izgled terena je bolj kockast, saj je za generiranje terena
uporabljen le Perlinov sˇum. Poudarek je na hitrosti izvajanja in na kvaliteti
generiranih terenov. Prav tako je predstavljena ideja ponovne uporabe delov
terena, s katero sˇe dodatno optimiziramo porabo pomnilnika. Vecˇino tukaj






3.1 Generiranje zemljevida viˇsine, tempera-
ture in vlage
Zemljevidi so opisani kot polje float[terrainWidth, terrainHeight] in vsebujejo
vrednosti od 0 do 1. Pred generiranjem je potrebno definirati dolzˇino, sˇirino
in viˇsino terena. Z uporabo zemljevida viˇsine dobimo osnovni izgled terena,
toploto in vlago pa bomo kasneje uporabili za omejevanje biomov.
3.1.1 Viˇsinski zemljevid
Za zemljevid viˇsine vrednost 1 predstavlja najviˇsjo tocˇko terena, 0 najnizˇjo.
Viˇsinsko polje je generirano s pomocˇjo Perlinovega sˇuma. Iteriramo skozi
dolzˇino in sˇirino terena ter za vsako koordinato [x, y] izracˇunamo vrednosti
nx in ny. Ti dve vrednosti se izracˇunata po naslednji formuli:
float nx = (float)(x - info.TerrainWidth / 2) / localScale *
localFrequency + octaveOffsets[i].x;




Slika 3.1: Izgled zemljevida viˇsin.
Na podlagi teh dveh vrednosti lahko sedaj generiramo Perlinov sˇum za koor-
dirato [x,y]. Za generiranje sˇuma uporabimo funkcijoMathf.PerlinNoise(float
x, float y), ki nam jo nudi Unity. Vrnjena vrednost Perlinovega sˇuma je nor-
malizirana v obmocˇju [-1, 1]. Implementacija je v sledecˇi funkciji:
public static float GenerateTerrainPerlinNoise(float x, float y)
{
// we multiply by 2 and sub by 1 so we get a range from -1
to 1
return Mathf.PerlinNoise(x, y) * 2 - 1;
}
To vrednost spreminjamo z uporabo raznih parametrov za manipulacijo sˇu-
ma, ki so opisani v tabeli 3.1. Tako dobimo zemljevid viˇsin, ki sluzˇi kot
osnova terena. Cˇe vrednosti prikazˇemo v cˇrno-beli teksturi (slika 3.1), si
lazˇje predstavljamo, kje bo teren polozˇen in kje strm. Prav tako ima upo-
rabnik mozˇnost izvajanja razlicˇnih matematicˇnih funkcij, ki pa vplivajo na
vse vrednosti v polju viˇsin.
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Tabela 3.1 Parametri za manipulacijo Perlinovega sˇuma.





amplitude viˇsina hribov vecˇji hribi manjˇsi hribi
octaveOffsets zamikanje sˇuma / /
frequency
obdobje, v katerem se
podatki vzorcˇijo
vecˇja nasicˇenost hribov manjˇsa nasicˇenost hribov
numberOfOctaves
sˇtevilo oktav, iz katerih se
vzorcˇijo podatki za sˇum
vecˇ razlicˇnih sˇumov manj razlicˇnih sˇumov
persistance
koliko podatkov iz ene
oktave se bo uporabilo
vecˇji vzorec podatkov oktave majˇsi vzorec podatkov oktave
localFrequency
frekvenca, ki je uporabljena
v trenutni oktavi




bolj prisoten hribovit teren manj prisoten hribovit teren
customFunctions
matematicˇne funkcije
Sin, Cos, Eps, GlobalAdd
/ /
3.1.2 Zemljevid temperatur
Za zemljevid temperatur vrednost 1 predstavlja najviˇsjo temperaturo, 0
najnizˇjo. Predpogoj je polje viˇsin, ki pa je generirano na podlagi fiksnih vre-
dnosti parametrov ali vrednosti parametrov uporabnika. Glede na trenutne
vrednosti viˇsinskega polja generiramo priblizˇek v obliki gradienta (slika 3.2).
Tako bo vrhnji del seznama toplote vseboval vrednosti blizu 0 in spodnji del
vrednosti blizu 1. S tem dosezˇemo deljenje terena na topli in mrzli pol in si
tako zagotovimo prisotnost vseh biomov.
for (int y = 0; y < terrainHeight; y++)
{
for (int x = 0; x < terrainWidth; x++)
{
temperatureMap[x, y] = (float)(terrainHeight - y) /
terrainHeight;
float endVal = baseNoiseMap[x, y] * temperatureMap[x, y];




Slika 3.2: Izgled zemljevida temperatur.
3.1.3 Zemljevid vlage
Za zemljevid vlage vrednost 1 predstavlja najbolj vlazˇno obmocˇje, 0 najbolj
suho. Zemljevid vlage opisuje, koliko vlage je trenutno prisotno na dolocˇenem
delu terena. Predpogoj za generiranje zemljevida vlage je polje viˇsin. Ze-
mljevid vlage se generira kot inverz vrednosti polja viˇsin. Cˇe si predstavljamo
hribovite povrsˇine, kjer je vrednost viˇsinskega polja blizu 1, se tukaj ta vre-
dnost odsˇteje od 1. Tako dobimo nizko vlazˇnost na visokih predelih in visoko
vlazˇnost na nizkih predelih (slika 3.3).
float[,] moistureMap = new float[terrainWidth, terrainHeight];
for (int y = 0; y < terrainHeight; y++)
{
for (int x = 0; x < terrainWidth; x++)
{




Slika 3.3: Izgled zemljevida vlage.
3.2 Erozija
Erozijo uporabljamo, da dosezˇemo bolj realisticˇen izgled terena. Uporabnik
ima izbiro med tremi vrstami erozij in kontrolo nad sˇtevilom iteracij. Ugo-
tovili smo, da termalna erozija popestri teren z detajli in naredi gore bolj
strme, vendar bistveno ne spremeni terena. Cˇe pa uporabimo vodno ali iz-
boljˇsano erozijo, lahko dobimo popolnoma drugacˇen teren. Tukaj je odvisno,
kolikokrat izvajamo erozijo in kaksˇne vrednosti parametrov smo uporabili za
osnovni izgled terena. Prav tako je mozˇno uporabiti vecˇ razlicˇnih erozij sku-
paj [11]. To se je izkazalo tudi za najbolj ucˇinkovito, kot vidimo na sliki 3.4.
Pri 20 iteracijah vodne erozije in 250 iteracijah termalne erozije dobimo zˇe
zelo realisticˇen teren.
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Slika 3.4: Izgled terena pri 20 iteracijah vodne, nato 250 termalne erozije.
3.2.1 Termalna erozija
Termalna erozija je najbolj preprosta od treh. Za termalno erozijo gremo
skozi celoten teren in gledamo vrednosti viˇsinskega zemljevida. Za trenu-
tno vrednost pogledamo sosede okoli nas z uporabo Von Neumannovih sose-
dov. Sosedi so dolocˇeni z manhattansko razdaljo (prikazano na sliki 3.5) od
nasˇe trenutne tocˇke. Glede na prvotno vrednost racˇunamo najvecˇjo razliko
med sosedi. Sprehodimo se skozi vse sosede in racˇunamo razliko, sproti si
belezˇemo trenutno najvecˇjo razliko in indeks, kjer se pojavi. Ko koncˇamo
iskanje najvecˇje razlike, preverimo, cˇe je najvecˇja razlika vecˇja od neke fiksne
vrednosti (talus). V primeru da je, razporedimo najvecˇjo viˇsinsko vrednost
med najmansˇimi sosedi. Na sliki 3.6 vidimo, da so se vrednosti blizu 1 (te-
mnejˇsi del teksture) razporedile po sosedih z manjˇsimi vrednostmi. Termalna
erozija imitira delovanje gravitacije na zelo visokih gorah: v primeru da je
gora zelo visoka in ima velik naklon, se bodo vrednosti razporedile med naj-
manjˇsimi sosedi.
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Slika 3.5: Von Neumannovi sosedi pri manhattanski razdalji 2.
Slika 3.6: Izgled polja viˇsin po 250 iteracijah termalne erozije.
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3.2.2 Vodna erozija
Vodna erozija se izkazˇe za zelo ucˇinkovito. Glede na sˇtevilo iteracij in izbrane
vrednosti parametrov erozije lahko dobimo popolnoma drugacˇen teren. Vo-
dna erozija poskusˇa imitirati simulacijo dezˇja in premikanje sedimentov po
terenu. V primerjavi s termalno porabi veliko vecˇ pomnilnika, saj potrebu-
jemo sˇe polja za dezˇ in sedimente. Spodaj so opisani koraki za izvajanje
vodne erozije, v tabeli 3.2 pa imamo opis parametrov in za kaj se upora-
bljajo. Slika 3.7 prikazuje izgled viˇsinskega zemljevida po 250 iteracijah
vodne erozije. Vodna erozija je najzahtevnejˇsa. Psevdokoda za simulacijo
padanja dezˇja, izparevanja ter premik sedimentov je zapisana v spodnjem
algoritmu 1.
• Generiramo zemljevid padavin (simuliramo padanje dezˇja na terenu),
ta si za vsak delcˇek terena belezˇi, koliko vode je zapadlo.
• Simuliramo erozijo: vzamemo delcˇek vrednosti zemljevida viˇsine glede
na kolicˇino vode in topnost delcov. Tako dobimo seznam sedimentov,
ki opisuje, kako se bo zemljevid viˇsine razdelil po terenu.
• Nato na podlagi Von Noumannovih sosedov naredimo premik vode po
terenu. Tukaj je postopek enak kot pri termalni eroziji, z eno izjemo.
Cˇe je najvecˇja razlika vecˇja od trenutne viˇsinske vrednosti v zemljevidu
padavin, premaknemo trenutno vrednost na soseda z najvecˇjo razliko
v zemljevidu viˇsin (priblizˇek premikanje dezˇja po terenu).
• Na koncu naredimo sˇe izparevanje vode in premik sedimentov v zemlje-
vidu viˇsine. Ta postopek lahko vecˇkrat ponovimo.
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Tabela 3.2 Tabela parametrov vodne erozije.
Ime parametra Uporaba
tmpMap zemljevid sedimentov, na zacˇetku enaka viˇsinski mapi
waterMap zemljevid vode, koliko dezˇja je zapadalo na vsaki tocˇki terena
rainAmmount
kolicˇina zapadlega dezˇja na iteracijo
rainAmmount = 0.01f
solubility
koliko sedimenta bo erodiralo na kapljico vode
solubility = 0.01f
evaporation
koliko vode izhlapi na piksel vsako iteracijo
evaporation = 0.9f
capacity
koliko sedimenta lahko hrani kapljica dezˇja
capacity = solubility
maxDifference trenutna najvecˇja viˇsinska razlika med sosedi
waterLost
koliko vode zgubimo na iteracijo
waterLost = waterMap[x, y] * evaporation
Slika 3.7: Izgled polja viˇsin po 250 iteracijah vodne erozije.
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Algoritem 1 Psevdokoda algoritma vodne erozije
1: waterMap← float[terrainWidth, terrainHeight]
2: for iterCount = 0, 1, . . . erosionIterations do
3: simulate rainfall, waterMap[x, y] += rainAmmount
4: simulate erosion, tmpMap[x, y] -= waterMap[x, y] * solubility
5: for x = 1, 2, . . . terrainWidth− 1 do
6: for y = 1, 2, . . . terrainHeight− 1 do
7: currentHeight← tmpMap[x, y] + waterMap[x, y]
8: check neighbours[i,j] using Von Neuman neighbourhood
9: currentDifference ← currentHeight − tmpMap[x + i, y +
j]− waterMap[x+ i, y + i]
10: if currentDifference > maxDifference then
11: mX ← i





17: if maxDifference > 0.0f then
18: if waterMap[x, y] < maxDifference then
19: waterMap[x+mX, y +mY ]+ = waterMap[x, y]
20: waterMap[x, y]← 0f
21: else
22: waterMap[x+mX, y +mY ]+ = maxDifference/2f




27: for x = 0, 1, . . . terrainWidth do
28: for y = 0, 1, . . . terrainHeight do
29: waterLost← waterMap[x, y] ∗ evaporation
30: waterMap[x, y]− = waterLost




3.2.3 Izboljˇsana termalna erozija
Rezultati izboljˇsane termalne erozije so podobni vodni eroziji. Prednost iz-
boljˇsane pa je hitrejˇse izvajanje in manjˇsa poraba pomnilnika, saj nimamo
simulacije dezˇja in premikanja sedimentov. Algoritem je podoben termalni
eroziji. Edina sprememba je v pogoju za premikanje delcev. Pri termalni
eroziji gledamo, cˇe je najvecˇja razlika vecˇja od fiksne vrednosti talus. Pri iz-
boljˇsani pa gledamo, cˇe je ta razlika v razponu od 0 do talus. S tem dosezˇemo
bolj polozˇen teren, saj se gorovja splosˇcˇijo, gore pa postanejo bolj ostre. Na
sliki 3.8 vidimo izgled viˇsinskega zemljevida po izvajanju izboljˇsane termalne
erozije, ki pa nas spominja na rezultat vodne erozije na sliki 3.7. Termalna
in izboljˇsana termalna erozija uporabljata enake parametre, ki so opisani v
tabeli 3.3.
Tabela 3.3 Tabela parametrov termalne in izboljˇsane erozije.
Ime parametra Uporaba
talus
omejitev za premik viˇsinske mape,
talus = 4f / terrainWidth
ErosionIterations izvajano sˇtevilo iteracij
maxDifference
najvecˇja razlika med sosedi v
viˇsinski mapi
newHeight
nova vrednost v viˇsinski mapi,
newHeight = currentHeight -
maxDifference / 2f;
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Slika 3.8: Izgled seznama viˇsine po 250 iteracijah izboljˇsane termalne erozije.
Poglavje 4
Gradniki terena
Ko smo zakljucˇili z generiranjem zemljevidov viˇsine, toplote in vlage ter smo
zadovoljni z izgledom erodiranega terena, se lotimo generiranja vsebine.
4.1 Biomi
Biomi oznacˇujejo del terena, ki je omejen glede na vrednosti zemljevidov
vlage, viˇsine in toplote. S pomocˇjo biomov locˇimo teren na vecˇ predelov.
Vsak je opisan z imenom, barvo, svojo teksturo glede na letni cˇas in sezna-
mom objektov. Za referenco biomov smo vzeli diagram Whittakerjevih bio-
mov [16]. Glede na diagram 4.1 smo izbrali podmnozˇico biomov, ki jih upo-
rabljamo skozi razvoj. Ideja Whittakerjevih biomov je omejitev bioma glede
na njegovo temperaturo, kolicˇino padavin in povrsˇino v resnicˇnem svetu.
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Slika 4.1: Izgled Whittakerjevih biomov
Vrednosti zemljevidov toplote in vlage so med 0 in 1. Whittakerjeva
klasifikacija biomov jih omejuje glede na povprecˇno temperaturo (merjena v
◦C) in kolicˇino padavin (merjene v cm). Ker delamo z vrednostmi med 0 in
1, moramo uposˇtevati dve stvari:
• Vrednosti blizu 0 za nas predstavljajo najnizˇje temperature (-10◦C) in
najmanjˇso kolicˇino letnih padavin.
• Vrednosti blizu 1 pa predstavljajo najviˇsje temperature (30◦C) in naj-
vecˇjo kolicˇino letnih padavin.
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S tem lahko gradimo biome okoli izgleda terena. V pomocˇ nam je kompo-
nenta z imenom GodComponent, opisana v poglavju 6.6. Z uporabo te lahko
vzamemo vzorec terena in dobimo normalizirane vrednosti za viˇsino, toploto
in vlago. Ko smo koncˇali z definiranjem biomov, je potrebno teren razde-
liti glede na omejitve biomov. Tako gremo skozi zemljevid viˇsine, toplote
in vlage ter preverjamo trenutne vrednosti z omejitvami. S tem si zgradimo
slovar, kjer je kljucˇ tip bioma, vrednost pa seznam tocˇk, kjer je ta biom pri-
soten. Tega potrebujemo za teksturiranje terena ter postavitev detajlov in
vsebine. Tako imamo preprost dostop do vseh indeksov za specificˇen biom.
Prav tako pa pohitrimo izvajanje, saj ne bomo nikoli vecˇ gledali omejitev
biomov, razen cˇe se njihova definicija spremeni. Na spodnji sliki 4.2 lahko
vidimo izgled biomov za nasˇ trenuten teren.
Slika 4.2: Izgled mape biomov za nasˇ trenuten teren.
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4.1.1 Teksturiranje terena in detajli
Teren teksturiramo z uporabo zlivanja tekstur (angl. splat map). Ker upo-
rabljamo komponento Terrain,1 imamo na voljo zˇe nekaj pomocˇnikov za te-
ksuriranje terena in postavljanje detajlov.2
• splatMapData je definiran kot tridimenzionalno polje, ki za vsak in-
deks na terenu vsebuje normalizirano vrednost na intervalu [0,1]. Ta je
definirana kot splatWeights in predstavlja prisotnost dolocˇene teksture
znotraj bioma. Tako lahko za vsak piksel na biomu dolocˇimo, koliko
teksture vsebuje, prav tako pa lahko potem zlijemo vecˇ tekstur skupaj
(angl. texture blending), da dosezˇemo lepe prehode med biomi.
• terrainLayers opisuje, katera tekstura se bo uporabila, ko izvajamo
zlivanje tekstur. Sˇtevilo slojev, ki se bo uporabljalo, je enako sˇtevilu
biomov, zraven pa moramo dodati sˇe eno teksturo za ceste. Ko izbiramo
teksturo za biom, pogledamo sˇe trenutni letni cˇas, ki dolocˇa, katera
tekstura se bo uporabila.
• Na koncu moramo za vsako tocˇko na terenu imeti informacijo o vsebo-
vanosti tekstur, ta pa je podana na intervalu med 0 in 1. Za dolocˇanje
vsebovanosti teksture imamo tri mozˇnosti:
– Cˇe smo tekstura, ki ni prva ali zadnja, dobimo utezˇ 0,5, sosednji
pa vsaka 0,25.
– Cˇe smo prva tekstura, dobimo utezˇ 0,75, naslednja pa 0,25.
– Cˇe smo zadnja tekstura, dobimo utezˇ 0,75, predzadnja pa 0,25.
Ko dolocˇimo vsebovanost tekstur, lahko celoten teren teksturiramo. Rezultat
je teren, prikazan na sliki 4.3. Teren je razdeljen na biome in teksturiran glede
na trenutni letni cˇas.
1Unity Terrain https://docs.unity3d.com/Manual/script-Terrain.html
2Unity Terrain Details https://docs.unity3d.com/Manual/terrain-Grass.html
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Slika 4.3: Izgled terena s teksturami in detajli.
4.2 Vsebina biomov
Vsebina bioma je dolocˇena s seznamom objektov tipa GameObject, katerega
lahko napolnimo preko uporabniˇskega vmesnika. Izberemo lahko kateri koli
objekt, prav tako pa lahko dolocˇimo, kolikokrat se bo pojavil v biomu. Ko
generiramo vsebino, izberemo nakljucˇen polozˇaj znotraj bioma ter preverimo,
cˇe je na trenutnem polozˇaju zˇe prisoten kateri koli drug objekt. Prav tako
preverimo, cˇe je v radiju izbranega polozˇaja prisotna cesta. V primeru da je,
si izberemo nov polozˇaj. V primeru da okoli nasˇega polozˇaja ni nicˇesar, po-
stavimo objekt, zmanjˇsamo sˇtevilo objektov, ki jih postavljamo, in nakljucˇno
spet izberemo nov polozˇaj. Slika 4.4 prikazuje teren, poseljen z drevesi.
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Slika 4.4: Izgled terena z vsebino.
4.3 Detajli terena
Prednost uporabe komponente Terrain so sloji za detajle. Sˇtevilo razlicˇnih
detajlov in kako bodo izgledali, lahko uporabnik nastavi preko uporabniˇskega
vmesnika. Detajli so teksture, katerih parametri so opisani v tabeli 4.1.
Skozi razvoj smo uporabili sˇest razlicˇnih detajlov. Vsi so opisani s teks-
turo in so prisotni le v dolocˇenih biomih. Za detajle imamo seznam, katerega
prve tri vrednosti so teksture razlicˇnih trav, naslednje tri pa razna vegeta-
cija (rozˇe, grmicˇevje ipd.). Tako gremo najprej preko slovarja biomov, kjer
nastavimo gostoto detajlov glede na trenutni letni cˇas in tip bioma. Poseben
primer imamo, cˇe je trenutno zima. Pozimi nastavimo vse detajle na nicˇ, da
dobimo teren, katerega detajli so zginili pod snegom.
Gostota detajlov se nastavi nakljucˇno, prav tako pa sproti preverimo, ali
se na trenutni tocˇki nahaja cesta ali hiˇsa, saj na takih povrsˇinah ne zˇelimo
imeti detajlov. Tako imamo sedaj teren, ki je erodiran, vsebuje teksture in je
locˇen na biome. Biomi vkljucˇujejo tudi detajle, s katerimi dosezˇemo sˇe bolj
realisticˇen izgled.
Diplomska naloga 27





minWidth najmansˇa sˇirina detajla
maxWidth najvecˇja sˇirina detajla
minHeight najmanjˇsa viˇsina detajla
maxHeight najvecˇja viˇsina detajla
noiseSpread razprsˇenost detajla po terenu
healthyColor
zdrava barva detajla, zlijemo
z detailTexture
dryColor
posusˇena barva detajla, zlijemo
z detailTexture
billboard
ali so detajli vedno obrnjeni proti
kameri
4.4 Postavitev cest
Ceste postavljamo s pomocˇjo mrezˇnih zlepkov (angl. spline mesh). Mrezˇo
generiramo na povrsˇju terena. Generiranje cest se zgodi pred postavitvijo
vsebine in za teksturiranjem in dodajanjem detajlov. Zacˇnemo s skupno
dolzˇino cestnega segmenta TotalRoadLength. Ta opisuje, koliksˇna je celotna
dolzˇina ceste. To vrednost nakljucˇno razbijemo na vecˇ segmentov, da dobimo
vecˇ cestnih odsekov. Za vsak segment naredimo nov zlepek. To se zacˇne tako,
da izberemo nakljucˇno tocˇko na terenu. Paziti moramo, da nasˇa lokacija ni
v vodnem biomu (vodni biomi so vedno prvi v seznamu biomov in imajo
viˇsinsko omejitev nastavljeno na 0). Zatem izberemo nakljucˇno smer sˇirjenja
gor, dol, levo ali desno. Po izbiri nakljucˇne smeri se zacˇnemo sˇiriti v to smer.
Tukaj dolocˇimo lokalno dolzˇino, ki nam pove, koliko bo dolg lokalen segment.
Tako se sˇirimo v trenutno izbrano smer, dokler se lokalni segment ne koncˇa
oziroma dokler ne pridemo do roba terena. Ko se koncˇa lokalni segment,
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izberemo novo smer sˇirjenja. Mozˇni so naslednji nacˇini:
• V primeru, da se trenutni segment ni koncˇal na robu terena in se ne
nadaljuje v biom z vodo, lahko nadaljujemo sˇirjenje v enako smer kot
prejˇsnji segment (dobimo daljˇse ceste).
• Vrzˇemo kovanec in v primeru, da je vrednost true, se znotraj prejˇsnjega
lokalnega segmenta nakljucˇno izbere ena tocˇka. Ko si tocˇko izberemo,
pogledamo sˇe smer sˇirjenja ceste v tej tocˇki. Glede na smer sˇirjenja
imamo dve mozˇnosti:
– Cˇe smo se sˇirili gor ali dol, izberemo smer levo ali desno.
– Cˇe smo se sˇirili levo ali desno, izberemo smer gor ali dol.
• Cˇe pa je vrednost vrzˇenega kovanca false, si izberemo novo nakljucˇno
tocˇko na terenu. Pred postavljanjem ceste tudi preverimo, cˇe je v
blizˇini zˇe prisotna kaksˇna cesta. To preverimo tako, da naredimo kva-
drat velikosti 2*RadiusSize s srediˇscˇem v izbrani tocˇki. Cˇe je v kva-
dratu prisoten kaksˇen cestni segment, spet izberemo nakljucˇno tocˇko
in postopek ponovimo. Vrednost RadiusSize lahko spreminjamo preko
uporabniˇskega vmesnika v modulu RoadGeneration.
Generiranje ceste se koncˇa, ko porabimo celotno dolzˇino ceste ali pa ko ni
vecˇ tocˇk, kjer bi bili mogocˇi pogoji za sˇirjenje ceste. Ko smo zakljucˇili z
generiranjem cest, imamo seznam zlepkov, ki dolocˇajo, kje na terenu bo
cesta. Slika 4.5 prikazuje mrezˇne zlepke. Ostane nam sˇe teksturiranje terena
glede na polozˇaj zlepka ter cˇiˇscˇenje detajlov na cesti.
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Slika 4.5: Izgled mrezˇnih zlepkov.
4.5 Postavitev hiˇs
V prejˇsnem poglavju smo generirali seznam zlepkov, ki dolocˇajo polozˇaj cest.
Glede na postavljene ceste se odlocˇimo, kje bomo postavili hiˇse. Zacˇnemo
s prvim cestnim segmentom. Preverimo smer sˇirjenja in na podlagi tega
dolocˇimo kje bo postavljena hiˇsa. Cˇe smo se sˇirili gor ali dol, izberemo levo
ali desno smer ter se odmaknemo od ceste za neko fiksno vrednost. Enak
nacˇin izbire velja tudi, cˇe se sˇirimo levo ali desno.
Ko imamo izbran polozˇaj za hiˇso, preverimo, cˇe je v neki minimalni raz-
dalji zˇe prisotna kaksˇna hiˇsa. Cˇe je, nadaljujemo premikanje po seznamu in
iˇscˇemo nov polozˇaj. V primeru, da okoli nas ni nobene hiˇse, se lotimo po-
stavljanja. Predpogoj za postavitev hiˇse je, da imamo enakomeren in raven
teren. Vzamemo polozˇaj hiˇse in pogledamo vrednosti viˇsinskega zemljevida
v velikosti hiˇse. Poberemo vse viˇsinske vrednosti v obmocˇju pod hiˇso, vre-
dnosti sesˇtejemo in izracˇunamo povprecˇno vrednost. Povprecˇno vrednost
uporabimo, da pod hiˇso teren splosˇcˇimo. Tako vsi sosedje okoli nasˇe tocˇke
znotraj viˇsinskega zemljevida dobijo povprecˇno vrednost.
Ta postopek nadaljujemo, dokler nam ne zmanjka ceste, ali pa nimamo
vecˇ povrsˇine, ki bi ustrezala postavitvi hiˇs. Tako smo zakljucˇili z ustvarjanjem
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celotenga terena. Izgled koncˇnega terena vidimo na sliki 4.6. Zacˇeli smo s
terenom, ki je bil opisan s Perlinovim sˇumom in manipuliran s strani osnovnih
parametrov. Nato smo izvedli erozijo, da smo dobili bolj realisticˇen izgled.
Potem smo na podlagi zemljevidov viˇsine, temperature in vlage dolocˇili, kje
bodo biomi. Teren smo teksturirali glede na biom in trenutni letni cˇas, nato
pa mu dodali detajle. Generirali smo ceste in postavili hiˇse okoli njih, na
koncu pa smo sˇe populirali celoten teren z vsebino biomov. Tako smo dobili
celostno podobo terena, ostane pa sˇe prehod med letnimi cˇasi.
Slika 4.6: Izgled terena z vso vsebino.
Poglavje 5
Prehod med letnimi cˇasi
Prehod med letnimi cˇasi je trenutno omejen na sˇtiri letne cˇase: pomlad,
poletje, jesen in zima. Privzeto se teren razvija v pomladi. Ko pa pozˇenemo
prehode med letnimi cˇasi, se teren spreminja glede na trenutni letni cˇas.
Izgled terena v razlicˇnih letnih cˇasih vidimo na sliki 5.1. Bolj podrobno,
spreminjajo se sledecˇe stvari:
• Teksture terena. Glede na letni cˇas se spremenijo cˇisto vse teksture
na terenu. Vsak biom ima razlicˇno teksturo za tip letnega cˇasa. Naj-
bolj ocˇitna sprememba je prehod iz jeseni v zimo. Takrat uporabimo
teksturo snega, ki pa jo zlijemo s prvotno teksturo bioma.
• Vsebina terena. Med prehodi imamo tudi kontrolo, kaj se dogaja z
vsebino. Kot primer, imamo nadzor nad teksturo in barvo listov na
drevesih. Skozi letne cˇase se spreminja tekstura listov, najvecˇja razlika
pa je pozimi. Takrat nastavimo alfa vrednost barve listov na nicˇ in
tako dosezˇemo, da so vsa drevesa brez listov.
• Detajli terena. Spreminjamo tudi prisotnost in izgled detajlov. Glede
na trenutni letni cˇas spreminjamo prisotnost detajlov, jih lahko po-
ljubno dodajamo in briˇsemo. To je najbolj ocˇitno pozimi, saj pobriˇsemo
vse detajle. Tako simuliramo zapadli sneg, ki pokrije sloj trave.
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Slika 5.1: Izgled terena v razlicˇnih letnih cˇasih.
Poglavje 6
Uporabniˇski vmesnik in orodja
Za razvoj uporabniˇskega vmesnika smo se odlocˇili za igralni pogon Unity.
Unity je najbolj popularen igralni pogon, ki nam omogocˇa enostaven razvoj
uporabniˇskega vmesnika. Celoten uporabniˇski vmesnik je del okna Inspector.
Tega smo razsˇirili za komponento TerrainGeneration. Do njega dostopamo
preko hierarhije, kjer imamo razlicˇne objekte na sceni. Izberemo objekt z
imenom ProceduralTerrain. Tako se nam v oknu Inspector odpre kompo-
nenta, ki nam nudi celoten uporabniˇski vmesnik.
Sedaj lahko spreminjamo parametre skripte TerrainGeneration. Kompo-
nenta je tipa singleton. Za ta pristop razvoja smo se odlocˇili, ker imamo
tako dostop do cˇisto vseh podatkov in funkcij preko ene skripte. Delovanje
uporabniˇskega vmesnika je tudi odvisno od tega, ali se igralni pogon izvaja
v realnem cˇasu ali pa v nacˇinu urejanja. Uporabniˇski vmesnik se prilagodi
glede na trenutno stanje igralnega pogona.
• Nacˇin urejanja je privzet nacˇin delovanja uporabniˇskega vmesnika. Ko
teren urejamo, nimamo na voljo parametrov za generiranje terena.
Komponenta Terrain zacˇne delovati sˇele, ko pozˇenemo igralni pogon
Unity. V nacˇinu urejanja lahko spreminjamo definicijo biomov in nji-
hove parametre ter viˇsino, sˇirino in globino terena.




Prej omenjene module locˇimo na generiranje terena, izvajanje erozije, te-
ksturiranje terena, dodajanje vsebine, generiranje zlepkov in postavitev cest,
postavitev hiˇs ter prehod med letnimi cˇasi. Ker imamo module med seboj
locˇene, lahko spreminjamo le dolocˇen del terena, brez da bi to vplivalo na nje-
govo celostno podobo. Tako lahko na primer generiramo teren in izvedemo
erozijo, kasneje pa bi na biomu zˇeleli spreminjati omejitve za temperaturo,
vlago in viˇsino. Tako lahko izberemo samo modul za teksturiranje in pobar-
vamo teren. S tem lahko vidimo nove omejitve, ne da da bi spreminjali teren.
Moduli so podrobneje opisani v naslednjih podpoglavjih.
6.1 Modul Generate terrain
Ta modul nam omogocˇa, da generiramo osnovni izgled terena z uporabo Per-
linovega sˇuma in njegovih parametrov. V tem koraku generiramo zemljevide
za viˇsino, toploto in vlago. Tukaj lahko preizkusˇamo razlicˇne matematicˇne
funkcije in kako vplivajo na celoten teren. V primeru, da imamo zˇe definirane
biome in njihove omejitve za vlago, temperaturo in viˇsino, pa lahko teren tudi
teksturiramo. Tako dobimo osnovni izgled terena, ki pa vsebuje tudi biome.
Sˇe ena posebnost, ki se prvicˇ pojavi tukaj, je nacˇin izvajanja. Vsi moduli se
lahko izvajajo v realnem cˇasu ali pa samo enkrat. Razvoj v realnem cˇasu nam
omogocˇa, da vidimo spremembe takoj. Tako lahko spreminjamo parametre
Perlinovega sˇuma in sproti spremljamo spreminjanje terena. S tem modulom
povezani parametri so definirani v podskupini orodij z imenom TerrainGe-
nerationWidget. Izgled uporabniˇskega vmesnika za modul Generate terrain
prikazuje slika 6.1.
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Slika 6.1: Uporabniˇski vmesnik za generiranje terena.
6.2 Modul Apply erosion
S tem modulom spremenimo vrednosti polja viˇsin, tako da nad njim izva-
jamo izbrano erozijo. Za uporabo tega modula je potrebno, da nastavimo tip
erozije in sˇtevilo izvedenih iteracij. To lahko nastavimo v podskupini orodij
z imenom ErosionWidget. Erozijo je mogocˇe izvajati v realnem cˇasu. To si-
cer ni priporocˇljivo, saj moramo pri eroziji uporabiti vecˇ iteracij, da dobimo
smiselne rezultate. Tako postane postopek pri velikem sˇtevilu iteracij zelo
pocˇasen, saj se vsako slicˇico racˇunajo vrednosti za celotno polje. Z uporabo
modulov Generate terrain in Apply erosion dosezˇemo poljubno realisticˇen
teren z osnovno teksturo. Erozijo je tudi mogocˇe simulirati na zˇe vnaprej
narejenem terenu (vnaprej dolocˇeni parametri za Perlinov sˇum). Izgled upo-
rabniˇskega vmesnika za modul Apply erosion je prikazan na sliki 6.2.
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Slika 6.2: Uporabniˇski vmesnik za simulacijo erozije.
6.3 Modul apply content
Ko imamo generiran teren in postavljene meje za biome, se lahko lotimo
postavitve vsebine. Vsebina je povezana z biomom, nastavimo jo preko upo-
rabniˇskega vmesnika za spreminjanje biomov. Prav tako lahko poleg tipa
vsebine nastavimo sˇe sˇtevilo pojavitev. Izgled uporabniˇskega vmesnika za
modul Apply content prikazuje slika 6.3.
Slika 6.3: Uporabniˇski vmesnik za izbiro vsebine.
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6.4 Modul Apply detail
Detajli se dodajo, ko teksturiramo teren. Izbira teh je mozˇna v uporabniˇskem
vmesniku komponente Terrain. Tam lahko nastavimo zaporedje detajlov in
njihove parametre. V hierarhiji zberemo objekt ProceduralTerrain. Tako
se nam v oknu Inspector odprejo vse komponente tega objekta. Zberemo
komponento Terrain in na njej cˇetrti gumb, ki pa nam odpre orodje z imenom
Paint Details, prikazano na sliki 6.4. Tako lahko poljubno dodajamo detajle
in spreminjamo njihove parametre.
Slika 6.4: Uporabniˇski vmesnik za delo z detajli.
6.5 Modul Apply roads
Zadnji modul se imenuje Apply roads. Z njim generiramo in teksturiramo
ceste ter postavimo hiˇse. Imamo mozˇnost, da vecˇkrat pozˇenemo generiranje
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cest, saj se prejˇsne postavitve ne pobriˇsejo. Za spreminjanje parametrov pa
uporabljamo orodje z imenom RoadGenerationWidget. Preko njega lahko
dolocˇimo dolzˇino celotnega cestnega segmenta ter minimalno razdaljo med
cestami (kot prikazuje slika 6.5).
Slika 6.5: Uporabniˇski vmesnik za postavitev cest in hiˇs.
6.6 Komponenta GodComponent
S komponento GodComponent, lahko v realnem cˇasu spremljamo vredno-
sti na terenu. Omogocˇa nam, da vzamemo vzorec viˇsine, vlage in toplote
na dolocˇenem delu terena. To uporabimo pri definiranju omejitev za biom.
Komponenta je na kocki, ta lebdi nad terenom, premikamo pa jo preko upo-
rabniˇskega vmesnika znotraj okna Inspector. Deluje tako, da izstreli zˇarek
navzdol proti terenu in glede na trenutni polozˇaj ugotovi koordinate [x,y],
kjer se trenutno nahaja. Za te koordinate potem pogleda zemljevide viˇsine,
temperature in vlage.
6.7 Ploskev Debug plane
Prav tako imamo na voljo ploskev z imenom Debug Plane. Koristna je za
vizualizacijo vrednosti zemljevida viˇsine, toplote in vlage. Mozˇno je generi-
rati teksture za vsak zemljevid posebej (tekstura sivin predstavlja vrednosti
zemljevidov, kjer so vrednosti blizu 0 cˇrne, blizu 1 pa bele) ali pa kot teksturo
biomov (glede na omejitev biomov pobarvamo obmocˇja).
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6.8 Serializacia parametrov
Znotraj vmesnika pogona Unity smo implementirali tudi nacˇin za serializacijo
parametrov. Deli se na serializacijo parametrov terena in serializacijo biomov.
S pomocˇjo tega si lahko uporabnik sproti ob razvoju shrani parametre za opis
terena. To nam omogocˇa, da se odlocˇimo za eno vrsto terena in med njimi
samo menjamo biome in obratno.
Za serializacijo smo uporabili zunanjo knjizˇnjico Newtonsoft.Json.1 S
pomocˇjo te knjizˇnjice lahko serializiramo vse mozˇne tipe znotraj igralnega
pogona Unity. Problem, ki se je pojavil, je serializacija tipa Color. Problem
pri temu je, da ima tip Color parameter linear, kateri pa se ob serializaciji
izkazˇe za neskoncˇnega. Tako ob serializaciji tega parametra dobimo napako
prekoracˇitve sklada (angl. stack overflow). Ta problem resˇimo tako, da
ignoriramo serializacijo tipa Color. Podatke za serializacijo shranimo v tipu
Vector4. Ko pa uporabljamo parameter TerrainColor, dobimo pretvorbo iz
tipa Vector4 v Color. Tako imamo pravilne RGBA vrednosti barve terena,




public Color TerrainColor {
get { return _TerrainColor; }
set { _TerrainColor = value; TerrainColorVector = value; }
}
public Vector4 TerrainColorVector;
Vmesnik pogona Unity omogocˇa shranjevanje parametrov pod dolocˇenim
imenom. Cˇe vnesemo isto ime za drugacˇno skupino parametrov, ki zˇe obstaja,
ta povozi zˇe obstojecˇo skupino.







7.1.1 Pohitritev generiranja zemljevidov in erozije
Generiranje zemljevidov bi bilo mozˇno pohitriti z distribucijo dela po vecˇ
jedrih. Znotraj igralnega pogona Unity imamo za ta namen komponento
Job System.1 Deluje na podoben nacˇin kot navadna paralelizacija, kjer delo
razdelimo med vecˇ niti. Tukaj je bistvena razlika, da imamo za vsako jedro
skupino niti, katere nadzoruje sistem za upravljanje nalog (angl. job system).
Naloga sistema je kreiranje nalog in upravljanje s podatki. Tukaj lahko
pohitrimo generiranje zemljevidov za viˇsino, toploto in vlago, prav tako pa
bi bilo mozˇno pohitriti izvajanje erozije. Cˇe bi hoteli uporabiti sistem za
upravljanje nalog, bi bilo potrebno prilagoditi veliko kode, prav tako pa bi
imeli problem z dostopom do podatkov.
7.1.2 Boljˇsa porazdelitev biomov
Regije biomov so zaenkrat dosti nenaravne. Potrebno bi bilo uporabiti algo-
ritem, ki bi nasˇ teren delil na smiselne regije. Za ta namen bi lahko uporabili




Vornoijeve diagrame [11]. S tem bi dosegli bolj realisticˇen teren, saj bi bila
prisotnost biomov drugacˇna. Tako bi imeli bolje teksturiran teren, kot pa cˇe
uporabimo samo omejitve po zemljevidu viˇsine, toplote in vlage.
7.2 Koncˇne ugotovitve
Koncˇni rezultat nasˇe diplomske naloge je orodje za proceduralno generiran
teren, ki je dovolj realisticˇen za uporabo v strojnem ucˇenju. Razvili smo
orodje, s katerim lahko na preprost nacˇin generiramo poljubno sˇtevilo po-
krajin. Z uporabo serializacije si lahko izgled terena shranimo, tako da nare-
dimo predloge parametrov in biomov. Preko uporabniˇskega vmesnika imamo
dostop do vseh parametrov za razvoj terena. Tako ga lahko poljubno obli-
kujemo, sproti pa dodajamo vsebino. Razvoj in iskanje zˇeljenih vrednosti je
enostavno, saj omogocˇamo delovanje v realnem cˇasu. Prednost tega je, da za
vsako spremembo parametrov vidimo takojˇsen vpliv na teren. Izdelali smo
ucˇinkovito resˇitev za hiter razvoj poljubnega terena znotraj igralnega pogona
Unity.
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