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Resum– Motivat per la contı́nua evolució i popularitat de la blockchain i les criptomonedes, he volgut
endinsar-me en l’entorn d’Ethereum, una de les criptomonedes amb més renom. Per aquest motiu
he desenvolupat una aplicació descentralitzada (DAPP) que treballa de forma autònoma sobre la
blockchain d’Ethereum. L’aplicació en qüestió correspon al joc de la ruleta, un joc d’atzar molt
conegut en centres recreatius i d’oci com els casinos. L’aplicació que he desenvolupat d’aquest
joc, té la particularitat que les apostes es realitzen mitjançant criptomonedes, en aquest cas ethers
(la moneda d’Ethereum). A causa de la transparència de la blockchain i amb l’objectiu de garantir
aleatorietat i seguretat en l’elecció del nombre guanyador, s’ha elaborat una anàlisi exhaustiva sobre
vulnerabilitats en el procés de la generació d’aleatorietat, per poder-ne triar la millor opció.
Paraules clau– Aleatorietat, Blockchain, Chainlink VRF, Criptomonedes, DAPP, EmailJS, Et-
hereum, MetaMask, ReactJS, Ruleta, SafeMath, Smart Contract, Solidity, Web3
Abstract– Motivated by the continuous evolution and popularity of the blockchain and cryptocurrenci-
es, I wanted to delve into the environment of Ethereum, one of the most renowned cryptocurrencies.
For this reason I have developed a decentralized application (DAPP) that works autonomously on
the Ethereum blockchain. The application in question corresponds to the roulette game, a game
of chance well known in recreational and leisure centers such as casinos. The application I have
developed for this game has the peculiarity that bets are made using cryptocurrencies, in this case
ethers (the currency of Ethereum). Due to the transparency of the blockchain and with the aim of
guaranteeing randomness and security in the choice of the winning number, an exhaustive analysis
has been elaborated on vulnerabilities in the process of generating randomness, in order to be able
to choose the best option.
Keywords– Blockchain, Chainlink VRF, Cryptocurrencies, DAPP, EmailJS, Ethereum, Meta-
Mask, Randomness, ReactJS, Roulette, SafeMath, Smart Contract, Solidity, Web3
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1 INTRODUCCIÓ
AMB el pas dels anys, la tecnologia blockchain haguanyat una gran importància. El seu exponenci-al creixement ha beneficiat a ecosistemes com el
d’Ethereum. Tot això és gràcies al seu disseny de base de
dades distribuı̈da, formada per cadenes de blocs, que permet
evitar la modificació de dades un cop són publicades.
Ethereum és una plataforma de codi obert, digital i
descentralitzada sobre la qual s’executen contractes in-
tel·ligents. L’ecosistema d’aquesta plataforma ha anat crei-
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xent aquests darrers anys, gràcies a la capacitat de crear no-
ves monedes sobre ella mateixa i a la propietat d’execu-
tar programes que funcionin de manera autònoma. Aques-
ta propietat ha permès elaborar solucions descentralitzades
que tenen l’objectiu d’eliminar intermediaris, per aixı́ sim-
plificar processos i, d’aquesta manera, estalviar costos al
consumidor.
Amb aquest projecte, he volgut desenvolupar una apli-
cació distribuı̈da sobre Ethereum. L’aplicació en qüestió,
correspon al joc d’atzar de la ruleta. Per poder dur-lo a ter-
me ha sigut necessari, d’una banda, una interfı́cie web, amb
la qual el client pugui interactuar, que formarà la part del
frontend. I d’altra banda un backend, que correspon a tot
el codi i programari necessari perquè l’aplicació funcioni
correctament sobre Ethereum i pugui ser utilitzada pels di-
ferents usuaris, en el qual hi haurà el servidor i el contracte
intel·ligent (smart contract).
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En aquest informe esmentaré els aspectes fonamentals
pel desenvolupament d’aquest projecte, començant per la
descripció de què es vol fer i analitzant la situació inicial. A
continuació, s’esmentaran els objectius que s’han d’acon-
seguir, detallant el seu nivell de prioritat i el fil d’execució.
Detallaré la metodologia que he seguit pel correcte desen-
volupament del projecte, aixı́ com la planificació que s’-
ha seguit durant aquest perı́ode de temps. També exposaré
els resultats obtinguts de l’anàlisi de vulnerabilitats sobre
l’aleatorietat, i comentaré els aspectes més importants del
desenvolupament de l’aplicació. Finalment, per acabar, co-
mentaré les lı́nies futures per millorar l’aplicació i les con-
clusions extretes amb la realització del treball.
2 ESTAT DE L’ART
Per entendre d’una manera més senzilla com estarà estruc-
turat el backend i com enllaçaré Ethereum amb l’aplicació
explicaré el concepte d’smart contract.
Un smart contract [1] és un codi que conté un conjunt
d’instruccions que són emmagatzemades a la blockchain,
d’Ethereum en aquest cas, i té la capacitat d’autoexecutar
accions d’acord amb una sèrie de paràmetres prèviament
programats, tot això d’una manera immutable, completa-
ment segura i transparent. L’smart contract serà el respon-
sable de definir la propietat d’aplicació distribuı̈da, ja que
l’aplicació funcionarà sobre aquest conjunt d’instruccions
que definiran les funcionalitats de l’aplicatiu. En tractar-se
d’un programari que es troba penjat en un lloc públic, en el
qual hi ha un moviment de diners, és molt important trans-
metre i garantir uns bons nivells de seguretat i transparència,
perquè els usuaris puguin confiar a interactuar amb l’apli-
cació. Per aquest motiu hauré de ser molt curós amb el codi
que programi, per evitar atacs o que els usuaris facin tram-
pes amb l’aleatorietat de l’elecció del número de la ruleta,
per afavorir els seus interessos econòmics.
Per aconseguir aquesta aleatorietat he fet ús de l’oracle
Chainlink VRF [2] que em proporciona un nombre 100%
aleatori a partir d’una llavor, que correspon a l’adreça de
l’usuari que vol jugar. Aquest servidor també genera una
prova criptogràfica que és publica i es verifica abans que
pugui ser utilitzada per l’aplicació consumidora, aixı́ s’a-
consegueix que els resultats no puguin ser alterats ni modi-
ficats.
3 OBJECTIUS
La finalitat del projecte és aconseguir programar completa-
ment el joc de la ruleta perquè els usuaris hi puguin jugar de
manera online. El joc serà una aplicació distribuı̈da sobre
Ethereum que contingui una interfı́cie web bàsica i interac-
tiva pels clients.
Perquè es pugui consolidar com un projecte real, serà ne-
cessari complir amb unes funcionalitats mı́nimes requerides
a més de contenir alguna caracterı́stica diferent i innovado-
ra. Aquesta caracterı́stica innovadora és la particularitat que
tant les apostes com els premis es gestionaran amb ethers. A
més a més, els usuaris podran veure i comprovar el codi de
l’aplicació perquè es trobarà en el smart contract i aquest
TAULA 1: OBJECTIUS
Objectiu Prioritat
Smart contract que contingui les funciona-
litats suficients per jugar al joc de la ruleta Essencial
Smart contract que s’executi de manera
autònoma i aporti la propietat d’aplicació
distribuı̈da
Essencial
Relacionar el pagament i les apostes amb
la blockchain utilitzant Ethereum Essencial
Smart contract que s’executi de manera
autònoma i aporti la propietat d’aplicació
distribuı̈da
Essencial
Aconseguir una aleatorietat imprevisible i
correcta per garantir una millor qualitat de
servei
Essencial
Analitzar les vulnerabilitats i possibles
atacs que pot patir l’aplicació Essencial
Elaborar la documentació tècnica de suport
al projecte Essencial
Programar un bon codi per millorar la se-
guretat i evitar vulnerabilitats Essencial
Desenvolupar una interfı́cie web bàsica,
senzilla i intuı̈tiva Essencial
Aconseguir desenvolupar una bona in-
terfı́cie gràfica per millorar l’experiència
de joc del client
Opcional
estarà penjat a la blockchain d’Ethereum, de manera que
això suposarà un major nivell de confiança cap a l’usuari.
Com es pot veure a la Taula 1 podem veure el conjunt dels
objectius plantejats pel correcte funcionament del projecte
amb el seu respectiu nivell de prioritat. Els objectius es
troben classificats en quatre grans blocs:
• Desenvolupar un smart contract
• Estudiar vulnerabilitats
• Programar codi de qualitat
• Desenvolupar una interfı́cie web
4 METODOLOGIA I PLANIFICACIÓ
4.1 Metodologia
Pel desenvolupament d’aquest projecte s’ha decidit utilitzar
una metodologia agile, ja que el projecte té unes funciona-
litats molt concretes. Per emprar aquesta metodologia s’ha
fet servir KanbanFlow [3], que m’ha permès obtenir una
millor organització i planificació de les tasques i activitats a
realitzar tant diàriament com setmanalment. En segon lloc,
s’ha utilitzat Sourcetree [4], per tenir tot el repositori del
projecte actualitzat i guardat, eina que a més m’ha permès
fer un seguiment i control de versions, modificacions del
codi i la documentació elaborada.
El taulell organitzatiu KanbanFlow utilitzat conté quatre
columnes diferents:
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• To do: Llista de tasques que s’han de realitzar durant
l’sprint.
• Do today: Llista de les diferents tasques o activitats
que s’han de desenvolupar avui.
• In progress: Tasca o tasques que s’estan realitzant i es
troben en procés, amb un màxim de tres a la vegada.
• Done: Tasques i activitats finalitzades i supervisades.
Sourcetree m’ha permès tenir un repositori complet, for-
mat per dues carpetes principals. La primera carpeta, codi,
conté tota la informació respecte a la part pràctica del pro-
jecte, és a dir, l’smart contract, el server, index.html, les
llibreries necessàries, etc. La segona, documentació, conté
tota la informació respecte a la documentació del projecte,
com són els diferents informes i qualsevol informació relle-
vant pel projecte.
Per agilitzar i facilitar el desenvolupament del projec-
te, s’ha desenvolupat el projecte en un entorn local, per
aixı́ comprovar el correcte funcionament d’una manera més
ràpida i senzilla.
4.2 Planificació
La planificació ha sigut una tasca molt important, tenint en
compte que les funcionalitats del projecte tenien una gran
dependència entres elles. Per agilitzar aquesta tasca, es va
dissenyar un diagrama de Gantt que podem veure a la Figu-
ra 7.
El projecte s’ha dividit en dues grans activitats. La pri-
mera d’elles fa referència a totes les tasques relacionades
amb l’smart contract [5] que serà la base del projecte. La
segona activitat fa referència a la interfı́cie web [6], que serà
la plataforma web amb la qual interactuaran els usuaris.
Durant el desenvolupament del projecte s’ha seguit la
planificació prevista sense la necessitat de realitzar canvis
importants, aconseguint finalitzar els pertinents sprints du-
rant els terminis planificats. Tot i aixı́, he dividit les dife-
rents tasques en subtasques més especı́fiques i he modificat
el fil d’execució de les tasques en alguns moments, per evi-
tar perdre molt de temps en tasques amb les quals m’havia
trobat amb una dificultat que m’impedia avançar correcta-
ment.
5 ANÀLISI DE VULNERABILITATS D’ALEA-
TORIETAT
Un dels factors més rellevants pel correcte funcionament
d’aquest projecte, és la correcta implementació i utilització
d’un mètode que garanteixi l’obtenció d’un nombre aleato-
ri i imprevisible. A simple vista, sembla una tasca relativa-
ment senzilla, però s’ha de tenir en compte que Ethereum és
incorruptible, descentralitzada, transparent i determinista.
Aquestes caracterı́stiques comporten unes certes dificultats
a l’hora de programar un generador de nombres pseudoa-
leatoris. Cal remarcar la particularitat de determinista, la
qual ens fa requerir d’un mètode que proporcioni un mateix
nombre aleatori als diferents nodes de la xarxa.
Segons un estudi realitzat el 2018, dels quasi 4000 smarts
contracts implementats a la blockchain d’Ethereum, 72 d’a-
quests contenen implementacions úniques d’aleatorietat i el
50% d’aquests se’ls va identificar com a vulnerables. A
partir d’aquest estudi, podem arribar a la conclusió que hi
ha poques implementacions que siguin segures i cal dedicar
molt d’esforç en implementar-ne alguna que ho sigui.
5.1 Model d’adversari
La seguretat és un concepte relatiu, ja que hem de tenir
en compte que aquesta depèn d’uns certs factors. Un d’a-
quests, és que hem de tenir clar contra qui competim o vo-
lem fer front, perquè no és el mateix implementar un smart
contract segur contra simples usuaris que competir contra
miners o usuaris experts. Per aquest motiu he volgut analit-
zar diferents implementacions i les seves possibles vulnera-
bilitats tenint en compte el possible atacant.
5.1.1 Simple Usuari
A la xarxa hi ha un gran nombre d’usuaris amb grans co-
neixements que poden detectar qualsevol vulnerabilitat per
atacar-la i treure profit d’ella. La majoria d’aquests atacs
consisteixen en contractes atacants que són especı́fics cap
a la funcionalitat vulnerable, que en aquest cas seria la de
generar el nombre aleatori.
S’ha de tenir en compte que qualsevol decisió que pren-
gui un usuari que afecti el resultat, li està oferint a aquest
mateix usuari un avantatge injust. També s’ha de saber que
tot el que el contracte veu, ho veu també la resta d’usua-
ris. Aixı́ que qualsevol mètode que utilitzi valors, els quals
pot accedir qualsevol usuari, comporta una vulnerabilitat,
ja que aquests utilitzaran un contracte atacant per cridar al
mètode del contracte atacat, per aixı́ obtenir el mateix resul-
tat. Tot i això, cal pensar, que només seràs objectiu d’atacs
si comportes un gran interès pels atacants.
5.1.2 Miners
Els miners tenen un paper molt important a Ethereum. Són
els responsables de minar els blocs, i per aquest motiu, d’a-
fegir les diferents transaccions en un bloc. A causa de la se-
va funcionalitat, poden influenciar en aquells mètodes que
utilitzin variables del bloc com a font d’entropia, com per
exemple, data en la que es va extreure el bloc, l’altura del
bloc actual, l’adreça del miner o la seva dificultat. Totes
aquestes variables poden ser manipulades pels miners, i a
més, qualsevol contracte atacant pot cridar al contracte per-
què aixı́ els generi el mateix valor.
Tot i aixı́, el cas dels miners és un cas particular, ja que
aquests busquen obtenir el màxim benefici. Per minar un
bloc, obtenen una recompensa de 2 ethers, més les comissi-
ons que obtenen per cadascuna de les transaccions d’aquest.
Per aquest motiu no posaran en risc aquesta recompensa de
minat, si la quantitat d’ethers que poden obtenir manipulant
l’entropia d’un smart contract és menor.
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5.1.3 Usuaris externs
Com més gran sigui la quantitat d’ethers que mou un smart
contract més quantitat d’atacs pot patir aquest. Una solució
per generar aleatorietat és l’ús d’oracles externs, que són
uns serveis per aplicacions distribuı̈des que proporcionen un
pont entre la cadena de blocs i l’entorn extern. Aquest ser-
vei ens oferiria un nombre aleatori de manera segura, ja que
els usuaris no podrien predir-lo. El problema que comporta
aquest tipus de serveis és la centralització, ja que haurı́em
de confiar en la plataforma i en tota la seva infraestructu-
ra subjacent, i en que aquests no alteraran els resultats pel
seu propi interès. Un fet que pot ser poc probable si s’estan
manipulant grans quantitats d’ethers.
5.2 Mètodes per aconseguir aleatorietat
El mètode més senzill és utilitzant variables dels blocs com
a font d’entropia, com l’altura del bloc o la dificultat, in-
formació a la que tothom té accés i per aquest motiu no és
segura. Per aconseguir una dificultat més elevada s’utilitza
el hash o identificador de cada bloc de la cadena, d’aquesta
manera l’obtenció d’aquesta aleatorietat no és trivial, sinó
que està codificada. Tot i aixı́ qualsevol usuari pot obtenir
aquest hash de verificació.
Una altra opció és la utilització d’oracles externs, els
quals són servidors externs que et generen un nombre ale-
atori a partir d’una llavor. El problema d’aquesta imple-
mentació és que té un enfocament molt centralitzat i s’ha
de confiar en aquest servidor.
Un altre mètode és el de compromı́s-revelació, en el qual
hi ha una etapa de compromı́s en què els usuaris envien se-
crets protegits criptogràficament a l’smart contract. Tot se-
guit, l’etapa de revelació en què els usuaris anuncien les
llavors de text sense xifrar, l’smart contract verifica que si-
guin correctes i les llavors s’utilitzen per generar el nombre
aleatori.
Finalment, hi ha l’algoritme Signidice que consisteix en
què cada usuari fa una aposta, aquesta és firmada amb la
clau privada i s’envia a l’smart contract. Aquest verificarà
la firma utilitzant la clau pública coneguda, i al final aquesta
firma s’utilitzarà per generar un nombre aleatori.
5.3 Solució adoptada
Un cop finalitzat l’anàlisi de possibles vulnerabilitats, he
pogut observar que la complexitat de generar un nombre
pseudoaleatori va augmentant a mesura que creix el nivell
d’implicació dels usuaris, als que haig de fer front, i a partir
del seu nivell de coneixement.
Generar un nombre suficientment aleatori és molt com-
plex, per aquest motiu he volgut establir contra qui haurà
de fer front el meu smart contract. La quantitat d’ethers
que manipularà l’smart contract no és excessivament ele-
vada, perquè l’aposta mı́nima és de 0’1 ether, i la màxima
de 4. Tot i aixı́, es pot arribar a la casuı́stica que s’arribi a
manipular una gran quantitat d’ethers, ja que no es realit-
zarà una extracció d’aquests fons fins a assolir 144 ethers,
que correspondria a la màxima recompensa que pot aspirar
un usuari. Per aquest motiu, no només hauré de fer front a
simples usuaris, sinó que es pot donar el cas que els miners
i possibles usuaris externs actuı̈n per manipular i obtenir el
nombre aleatori depenen del saldo de l’smart contract.
Per aquests motius, he decidit utilitzar l’oracle Chainlink
VRF com a servidor que m’aportés aquesta font d’entropia,
perquè és una font d’aleatorietat justa i verificable, disse-
nyada per l’ús a smart contracts. Chainlink genera a partir
d’una llavor un nombre aleatori i una prova criptogràfica de
com s’ha determinat aquest nombre, a partir de criptogràfia
d’una clau pública. La prova es publica, i verifica la cadena
abans que pugui ser utilitzada per l’aplicació consumidora,
d’aquesta manera es garanteix que els resultats no puguin
ser alterats ni manipulats per ningú. La part més impor-
tant, és que l’smart contract determini una llavor que sigui
difı́cil d’influir i predir, perquè aquesta és la que s’utilitzarà
per generar el nombre aleatori.
5.4 Funcionament de Chainlink VRF
Chainlink VRF és una implementació de la funció aleatòria
verificable (VRF) de Goldberg [7], la qual és completament
imprevisible per qualsevol persona que desconegui la lla-
vor o clau secreta. La clau secreta VRF és un nombre que
l’oracle tria de la distribució uniforme secp256k1 [8], que
és la corba el·lı́ptica utilitzada per la criptografia d’Ethere-
um. Associada a la clau secreta hi trobem també una clau
pública, que s’utilitza per identificar l’oracle.
Quan un contracte consumidor sol·lı́cita aleatorietat,
aquest proporciona una llavor, és important utilitzar algun
valor difı́cil de predir. A més a més, la maquinària VRF,
proporciona certa protecció bàsica en barrejar la llavor amb
altres dades per evitar atacs de repetició.
Una vegada determinada la llavor, la maquinària trans-
met un registre d’Ethereum sol·licitant la sortida VRF cor-
responent de l’oracle especificat en la sol·licitud del consu-
midor. Al veure el registre, l’oracle construeix la sortida de
la següent manera:
En primer lloc, aplica un hash a l’entrada de la corba,
obtenint una mostra aleatòria criptogràficament segura de
secp256k1, a partir de la llavor i la clau pública com a valors
d’entrada. Realitza aquest procediment mitjançant el hash
recursiu de les entrades utilitzant keccak256 [9], fins que la
sortida és menor a l’ordre del cos base de secp256k1. El
resultat hauria de ser una funció de format y=x+p, en la
qual (x,y) és el hash de l’entrada de la corba.
A continuació, multiplica (x,y), com un punt de corba
secp256k1 per la seva clau secreta per obtenir un punt γ. El
hash keccak256 de γ, en format uint256, és la sortida VRF.
Un cop obtinguda la sortida, genera una prova que γ és el
mateix múltiple de (x,y) que la clau pública de l’oracle del
generador secp256k1. Aquesta prova és molt similar a una
firma de Schnorr [10]: primer, es mostra de forma segura un
nounce n de secp256k1, com ja s’ha fet amb la clau secreta,
llavors calcula u = n*g, on g és el generador secp256k1 i
pren l’adreça Ethereum de u. Després calcula v = n* (x,y)
i c com a resultat del hash de la clau pública, γ, (x,y) i la
direcció u en mòdul secp256k1. A continuació, calcula s =
nc * k mod(secp256k1), on k és la clau secreta. La prova
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correspondrà a la clau pública, γ, c, s i la llavor d’entrada.
Finalment, un cop generada la prova criptogràfica, es retor-
na a la maquinària VRF en la cadena, perquè verifiqui la
prova i enviı̈ la part corresponen de la sortida al contracte
consumidor.
Per acabar, el contracte s’ha d’encarregar de comprovar
la prova que li han subministrat. Per fer-ho, comprova que
la clau pública y γ són punts vàlids de secp256k1, verifica
que l’adreça del punt c * pk + s * g coincideixi amb l’adreça
d’u. Finalment calcula el hash a la corba (x,y) de la clau
pública i la llavor, i verifica que aquest hash, la seva clau




En aquest apartat comentaré i explicaré en detall les dife-
rents tecnologies i llibreries que m’han facilitat el desen-
volupament del projecte. Els diferents programaris són Re-
actJS, Web3, EmailJS, SafeMath, Etherscan i finalment Me-
taMask.
6.1.1 ReactJS
Per enllaçar el backend amb el frontend, i per desenvolupar
la interfı́cie web, s’ha creat un projecte amb ReactJS. Re-
actJS [11] és un dels frameworks més utilitzats i populars
en els darrers anys, a causa de la facilitat en el procés d’es-
criptura de components. La programació orientada a com-
ponents permet dividir el codi en diferents classes que he-
reten de la classe Component. Aquests components seguei-
xen un cicle de vida en el qual els components van canviant
d’estat. Una altra caracterı́stica a remarcar és que ReactJS
introdueix l’ús del Document Object Model (DOM) virtu-
al, això juntament amb la caracterı́stica de l’isomorfisme,
permet garantir una major rapidesa entre la interacció de
l’usuari i la interfı́cie web. Finalment un altre factor que em
va ajudar a decantar-me per l’elecció d’aquest framework
és el seu ecosistema i la seva gran comunitat, que contenen
moltes llibreries i funcionalitats que et faciliten la progra-
mació.
6.1.2 Web3
Una d’aquestes llibreries que és de molta utilitat és Web3
[12]. Aquesta és una Application Programming Interfa-
ce (API) en Javascript compatible amb Ethereum que im-
plementa les especificacions genèriques Remote Procedure
Call (RPC) en format JSON. La llibreria internament es co-
munica amb un node local a través de crides RPC, la qual
cosa permet comunicar-se amb qualsevol node d’Ethereum.
Aquesta llibreria el que ens permet és quan vulguem in-
teractuar amb l’smart contract, aquesta es comunica amb
un node de la blockchain d’Ethereum i especificant-li la di-
recció del smart contract, la funció que volem cridar i les
variables que volem passar per paràmetre, tot això d’una
manera senzilla.
6.1.3 EmailJS
Una altra llibreria a destacar, ha sigut EmailJS. EmailJS
[13] és una llibreria que permet enviar correus electrònics
utilitzant únicament la tecnologia de la part del client. No és
necessari la implementació d’un servidor, sols és necessari
connectar EmailJS a un dels servidors de correu electrònic,
com per exemple Gmail, crear una plantilla de correu i efec-
tuar la crida des de la part del client. Aquesta llibreria m’ha
permès establir una comunicació del smart contract amb el
manager, ja que aquest avisarà via correu electrònic al ma-
nager, quan no es disposin de suficients fons per continuar
amb el correcte funcionament. A la Figura 1 es pot veure
un exemple.
Fig. 1: Avı́s via correu electrònic del contracte
6.1.4 SafeMath
M’agradaria remarcar la importància de SafeMath [14], una
biblioteca matemàtica de Solidity, dissenyada per suportar
operacions segures matemàtiques. El seu objectiu consis-
teix a prevenir el desbordament quan s’està treballant amb
variables de tipus enter (int). El desbordament es produeix
quan una operació aritmètica intenta crear un valor numèric
que està fora del rang en què es pot representar amb un nom-
bre determinat de dı́gits, ja sigui perquè és major que el
màxim o menor que el valor mı́nim representable. Gràcies
a l’ús d’aquesta biblioteca es podrà evitar el desbordament
en les operacions bàsiques matemàtiques com la suma, res-
ta, multiplicació i divisió, i d’aquesta manera programar un
smart contract més segur i fiable.
6.1.5 Etherscan
També voldria parlar sobre Etherscan [15], la plataforma
d’anàlisi lı́der per Ethereum, una plataforma descentralitza-
da de contractes intel·ligents. Aquest explorador de blocs,
consisteix en un motor de cerca que permet als usuaris bus-
car, confirmar i validar fàcilment transaccions que han tin-
gut lloc a la blockchain d’Ethereum. Gràcies a aquesta eina,
he pogut validar el correcte funcionament de l’smart con-
tract i m’ha ajudat a solucionar algunes dificultats, com la
mala estimació de gas que realitzava MetaMask en executar
la funcionalitat de calcular el nombre aleatori. A la Figura
2 es pot veure la informació i les dades referent a l’smart
contract de l’aplicació.
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Fig. 2: Informació i detalls de l’smart contract
6.1.6 MetaMask
Finalment trobem MetaMask [16], un software que permet
la interacció dels usuaris amb les DAPPs de blockchains.
MetaMask és una extensió o puglin per navegador web que
permet als usuaris comunicar-se fàcilment i de manera se-
gura amb les DAPPs. Aquest funciona gràcies a l’ús de la
llibreria Web3, que com ja hem comentat anteriorment per-
met crear aplicacions web que puguin interactuar amb Et-
hereum. MetaMask és l’únic requisit previ per la utilització
de l’aplicació que s’ha desenvolupat, ja que sense aquest,
no es pot disposar d’una wallet per Ethereum, ni es pot in-
teractuar amb la DAPP.
6.2 Funcionalitats
Com ja s’ha dit anteriorment, l’aplicació consisteix en el
joc de la ruleta i aquesta conté un conjunt de funcionalitats
bàsiques que permeten el seu correcte funcionament. A la
Figura 3 es pot veure el diagrama de casos d’ús que resu-
meix el funcionament. En l’aplicació es poden distingir dos
tipus d’actors diferents, un simple jugador i el manager que
correspondria al creador del joc. Aquest últim disposa d’u-
na sèrie de privilegis i de funcionalitats que els altres usuaris
no tenen accés, ni poden executar, com seria el cas que po-
den extreure diners del smart contract, el poden eliminar i
poden modificar alguns paràmetres de les apostes. A conti-
nuació es detalla en què consisteix cada funcionalitat.
Fig. 3: Diagrama de casos d’ús
6.2.1 Apostar
Aquesta és la funcionalitat més important del joc, és la que
permet a l’usuari realitzar una aposta. En aquest joc, els
usuaris tenen la possibilitat de realitzar diferents tipus d’a-
postes. En aquest cas com a catàleg d’apostes l’usuari podrà
triar entre tres tipus diferents. Podrà apostar a un nombre
concret del 0 al 36, a un color concret (negre o vermell) i un
nombre parell o imparell.
El procés per apostar consisteix en un conjunt de reque-
riments previs que validen si l’aposta pot ser acceptada.
Aquestes validacions prèvies consisteixen a comprovar que
l’usuari disposa de la quantitat que vol apostar, que el for-
mat d’aposta és correcte i que el valor apostat és major a
l’aposta mı́nima i menor a l’aposta màxima. En cas de com-
plir amb aquestes condicions, es fa una última comprovació
interna, que consisteix a calcular si l’smart contract disposa
de suficients fons per pagar el premi en el cas que fos una
aposta guanyadora. Si es complı́s aquesta casuı́stica que no
es pot acceptar l’aposta per faltar de fons, l’smart contract
enviarà un correu al manager informant que no hi ha sufi-
cients fons i són necessaris X ethers per seguir funcionant
correctament.
Fig. 4: Interfı́cie web quan es vol apostar
6.2.2 Girar la ruleta
Una de les funcionalitats bàsiques i importants, és la de gi-
rar la ruleta, aquesta sols es podrà executar en cas que s’-
hagi fet alguna aposta. Aquesta funció compleix una labor
molt important, ja que és l’encarregada d’obtenir el nombre
guanyador i a partir de totes les condicions, calcular quines
apostes són guanyadores i quines no.
En primer lloc ens centrarem a calcular el nombre gua-
nyador. Com ja s’ha comentat anteriorment per obtenir una
font d’entropia segura i fiable s’ha optat per utilitzar un ora-
cle extern que ens aprovisiona aquesta aleatorietat. Aquest
oracle es crida a partir d’un segon smart contract, que conté
unes funcions especı́fiques que permeten obtenir aquesta
aleatorietat. Aixı́ que aquesta funció crida a aquest segon
smart contract aprovisionant-li la llavor que s’utilitzarà per
calcular el nombre aleatori, i espera al fet que el segon smart
contract cridi a l’oracle i li retorni el nombre aleatori. Per
cridar a l’oracle, el segon smart contract ha de disposar de
tokens LINK, que són la moneda de pagament per obtenir
aquesta aleatorietat.
Un cop obtingut el nombre aleatori, es procedeix a rea-
litzar el procés de calcular les apostes guanyadores. El pro-
cediment consisteix a revisar una per una totes les apostes,
per comprovar el tipus d’aposta que s’ha realitzat, i veri-
ficar si es correspon amb el nombre guanyador. En el cas
d’esdevenir una aposta guanyadora, aquesta es marca per
diferenciar-les de les altres. Finalment es calcula el premi
que li correspon a cada aposta, segons el tipus d’aposta re-
alitzada i la quantitat apostada i es procedeix a actualitzar
els valors actuals de les variables i a comprovar si és neces-
sari extreure diners a causa de la quantitat elevada de fons
de l’smart contract. A la Figura 5 es pot veure el diagrama
de seqüència que resumeix quins actors interactuen i com
funciona aquesta funcionalitat.
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Fig. 5: Diagrama de seqüència de girar la ruleta
Fig. 6: Interfı́cie web casuı́stica d’aposta no guanyadora
6.2.3 Cobrar premi
L’usuari un cop s’ha girat la ruleta i ha sortit un nombre
guanyador té la possibilitat de seguir jugant o d’extreure el
premi obtingut. En cas de seguir jugant i guanyant el pre-
mi s’anirà acumulant. La recompensa obtinguda s’esdevé
segons el tipus d’aposta, i d’aquesta manera de la probabi-
litat que hi ha d’encert. És a dir, en el cas d’apostar a un
color o a la paritat del nombre guanyador, el premi obtin-
gut consisteix en el doble de la quantitat apostada perquè
sols hi ha un 50% de possibilitats d’encertar. En canvi en el
cas d’apostar a un nombre concret el premi obtingut seria la
quantitat apostada multiplicada per 36, que són el conjunt
de possibles nombres que poden sortir.
6.2.4 Recaptar diners
Aquesta funcionalitat és la que regula la quantitat de fons
que disposa l’smart contract, per evitar acumular grans
quantitats d’ethers i esdevenir una possible font d’atacs.
D’aquesta manera el manager té la possibilitat de cridar
aquesta funció per extreure fons de l’smart contract i en
cas que no, aquesta funció es crida de manera automàtica
en superar un llindar fixat. Aquest llindar consisteix en una
quantitat calculada que és necessària sempre en l’smart con-
tract perquè aquest funcioni correctament, en el cas de no
superar aquest llindar no es permet l’extracció de diners. El
llindar té una relació directament proporcional amb l’aposta
màxima, ja que aquest es calcula a partir de la màxima re-
compensa a la qual pot aspirar un usuari, que en aquest cas
correspondria a realitzar una aposta màxima a un nombre
concret.
6.2.5 Modificar paràmetres
El manager té la possibilitat de modificar la quantitat esta-
blerta d’aposta mı́nima i màxima, segons l’interessi. Aquest
interès pot venir donat per l’historial d’apostes. En el cas
que les apostes realitzades siguin de quantitats molt altes,
seria interessant en un futur augmentar els valors de les
apostes, en el cas que siguin baixes s’hauria de produir una
disminució dels valors. Aquesta funció és simple, consis-
teix a modificar aquests paràmetres per part del manager i
d’aquesta manera modificar de manera automàtica tots els
paràmetres que estiguin relacionats amb aquestes variables,
com per exemple el llindar per extreure diners.
6.2.6 Eliminar smart contract
Com ja he comentat anteriorment, l’aplicació funciona
de manera descentralitzada a partir d’un smart contract i
aquest es troba penjat a la blockchain de forma permanent i
pública. Per aquest motiu vaig desenvolupar una funció que
consisteix a eliminar l’smart contract, és a dir, destruir-lo
per si algun dia vull eliminar l’aplicació. Aquesta funció el
que fa és autodestruir l’smart contract i transferir tot el seu
saldo actual al creador de l’aplicació. Aquest procés sols
pot ser executat pel manager .
7 L ÍNIES FUTURES
Un cop finalitzat el projecte objectiu, voldria comentar una
sèrie de millores que serien interessants incorporar en un
futur, per millorar la qualitat de l’aplicació.
En primer lloc, seria interessant modificar l’estructura del
projecte ReactJS, ja que he descobert que programar el codi
amb Hooks, en comptes de components i classes, ofereix un
millor rendiment del scope del framework i una estructura
més organitzada.
En segon lloc, seria important investigar i utilitzar algun
mètode més complex per obtenir el nombre aleatori. D’a-
questa manera s’aconseguiria una major aleatorietat i segu-
retat en l’obtenció del nombre guanyador. Aquesta millo-
ra juntament amb l’anterior comentada, agilitzarien l’expe-
riència de joc de l’usuari, ja que a vegades el procés és molt
lent.
Referent a la velocitat de l’experiència de joc, seria in-
teressant buscar si existeix algun mètode que permetis auto-
confirmar totes les transaccions, per aixı́ evitar que l’usuari
hagi de confirmar una per una cada transacció que vulgui
realitzar.
També seria interessant, crear un mètode que actualitzes
els valors d’aposta màxima i mı́nima de forma autònoma
a partir dels valors de les apostes realitzades pels usuaris.
Aixı́ s’aconseguiria reduir aquesta dependència cap al ma-
nager.
Finalment, una bona idea per millorar la qualitat de l’ex-
periència de joc de l’usuari, seria programar una interfı́cie
web més visual i atractiva pels jugadors.
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8 CONCLUSIONS
Per concloure aquest projecte podem afirmar que s’han
pogut complir exitosament els objectius plantejats en el
començament del treball, tot i les dificultats amb les quals
m’he trobat. Crec que he sabut organitzar-me correctament
i no se m’ha acumulat la càrrega de treball, també crec que
he sabut gestionar els imprevistos amb els quals m’he topat
i he sabut solucionar-los correctament. Totes aquestes di-
ficultats m’han ajudat a aprendre d’elles i evitar-les en un
futur, a més a més, m’han ajudat en la meva capacitat de
buscar informació i solucions per internet.
Haig d’admetre que un cop vaig finalitzar la part referent
a l’smart contract, vaig pensar que la major part de la fei-
na ja estava feta, ja que és la part que considero que és més
complexa i difı́cil del projecte i que té més importància. Em
vaig confiar, pensant que el treball ja estava quasi acabat,
però em vaig adonar de la dificultat que comporta progra-
mar totes les possibles casuı́stiques que pot realitzar l’usua-
ri i de desenvolupar la connexió entre la interfı́cie i l’smart
contract.
En aquest punt, vull remarcar la importància que té la in-
terfı́cie web, ja que sense aquesta, l’smart contract no tin-
dria sentit perquè no se’n podria fer ús. La interfı́cie actua
d’intermediària entre l’usuari i l’aplicatiu, ja que realitza les
crides a les funcionalitats de l’smart contract i en facilita al
seu ús, perquè un usuari inexpert desconeixeria com execu-
tar i interactuar amb un smart contract.
Finalment voldria concloure parlant sobre un dels temes
principals del treball, l’anàlisi de vulnerabilitats d’aleato-
rietat, gràcies a aquest treball m’he adonat que la comple-
xitat de generar un nombre pseudoaleatori va augmentant
a mesura que creix el nivell d’implicació dels usuaris, als
que haig de fer front, i a partir del seu nivell de coneixe-
ment. També he après la importància que té la seguretat en
treballar amb programes i informació que es troba penjada
públicament per tothom, com seria el cas dels smart con-
tracts.
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APÈNDIX
Fig. 7: Diagrama de Gantt
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Fig. 8: Codi del Random Contract
