Software obfuscation or obscuring a software is an approach to defeat the practice of reverse engineering a software for using its functionality illegally in the development of another software. Java applications are more amenable to reverse engineering and re-engineering attacks through methods such as decompilation because Java class files store the program in a semi complied form called 'byte' codes. The existing obfuscation systems obfuscate the Java class files. Obfuscated source code produce obfuscated byte codes and hence two level obfuscation (source code and byte code level) of the program makes it more resilient to reverse engineering attacks. But source code obfuscation is much more difficult due to richer set of programming constructs and the scope of the different variables used in the program and only very little progress has been made on this front. Hence programmers resort to adhoc manual ways of obscuring their program which makes it difficult for its maintenance and usability. To address this issue partially, we developed a user friendly tool JDATATRANS to obfuscate Java source code by obscuring the array usages. Using various array restructuring techniques such as 'array splitting', 'array folding' and 'array flattening', in addition to constant hiding , our system obfuscate the input Java source code and produce an obfuscated Java source code that is functionally equivalent to the input program. We also performed a number of experiments to measure the potency, resilience and cost incurred by our tool.
INTRODUCTION
The java based web applications gained popularity because of its Architecture Neutral Distribution Format (ANDF).During compilation, the Java source code is translated to java class files that contain Java Virtual Machine (JVM) code called the 'byte code', retaining most or all information present in the original source code. This is because the translation to real machine instruction happens in the browser of the user's machine by JIT (Just-In-Time Compiler). Also, Java programs are small in size because of the vast functionalities provided by the Java standard libraries. Decompilation is the process of generating source codes from machine codes or intermediate byte codes. Though decompilation is in general hard for most programming languages, the semi compiled nature of Java class files makes it more amenable to reverse engineering [2] and re-engineering attacks through decompilation. Software obfuscation [1, 4, 7] is a popular approach where the program is transformed into an obfuscated program using an 'obfuscator' [3] in such a way that the functionality and the input/output behavior is preserved in the obfuscated program whereas it is much more difficult to reverse engineer the obfuscated program. The obfuscation can be preformed on the source code, the intermediate code or the machine executable code. Data transformation [6] and constant hiding are the two well studied obfuscation techniques. In data transformation, Array transformation in particular is popular. Array splitting [7] , array folding [7] and array flattening [7] are the three well known array transformation methods [1, 4] . In array splitting, a one dimensional array 'A' for example is split into say 'k' arrays A1 ... Ak such that array Ai holds the elements of 'A' with indices (i mod k). In array folding, a one dimensional array 'D' is transformed into a multidimensional array say for example a two dimensional array 'D1' using a transformation operation, which is a bijection between the indices of D and D1. Array flattening on the other hand does the reverse where a multidimensional array is transformed into a single dimensional array using the bijection mapping. In [5] ). Now replace 'x' by the expression F(A, k) such that F(A, k) evaluates to 'x'. Now to hide any large positive constant say 'c' in the program, first 'c' is replaced with a simple expression of the form 2*d + r where 'r' is 0 if 'x' is even and 'r' is 1 if 'x' is odd. Now, the constants 2 and 'r' in the resulting expression can be hidden by replacing it with the corresponding F( ) function. Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee.
OUR CONTRIBUTION
We developed a source code obfuscation tool JDATATRANS that obfuscate arrays in Java source code. Our tool has the following two major components.
JDATATRANS-CoBS (Classes for oBfuscating Source codes)
An extensible repository of array generic classes which we refer to as CoBS (Classes for oBfuscting Source codes). The internal implementation of the array class is highly obfuscated. At present the repository has three separate array implementations using the well known obfuscations methods -array folding, array flattening and array splitting. The programmer has the choice of using any of these array implementations for each of the crucial arrays in the program, by instantiating the array object to the respective CoBS array class.
JDATATRANS-Obfuscator (for obfuscating the CoBS arrays in the Java program)
We have developed an obfuscator that identifies the usage of the CoBS arrays in the Java program and obfuscates the corresponding sentences hiding the constant and array indices in it using the F( ) functions. This provides an additional level of obfuscation to the program in addition to the obfuscation provided by the CoBS implementation.
Our source code obfuscator produces a functionally equivalent Java source program and additional levels of obfuscation can be obtained by applying any of the existing byte code obfuscators on the target class files. To the best of our knowledge, there are no existing array obfuscators for either Java source code or byte code. We also perform a number of experiments to evaluate the effectiveness of our obfuscation system. Our experiments reveal that the system is able to make the program sufficiently incomprehensible even for decomplier assisted reverse engineering without much overhead in terms of the increase in code size or execution time. We believe that our approach of developing a library of highly obfuscated data structures as CoBS classes together with an obfuscator that reads the program and obfuscates the statements where CoBS objects are accessed is novel and is a significant step towards building high quality obfuscators for Java applications.
IMPLEMENTATION
The two major components of the JDATATRANS tool are a) JDATATRANS-CoBS (Classes for oBfuscating Source codes) repository that contain generic classes for various obfuscated array implementations and b) JDATATRANS-obfuscator that obfuscates the Java programs that uses the CoBS arrays. Another crucial component is the ConstHide module that hides the constants in the source code. The ConstHide module is used by both CoBS and the Obfuscator. The tool is built using Java 5.0 with user friendly GUI support based on SWING. Though most compilers simplify the expressions of the form 374%191, we still use these expressions to ensure that the source code itself is difficult to comprehend.
The ConstHide Module

JDATATRANS-CoBS
The repository at present holds the generic class implementations for split arrays, folded arrays and flattened arrays. The following shows the public methods for split arrays. The methods 'setArray( )', 'getArray( )' and 'lengthArray( )' are used to store an element at a given index, retrieve the element stored at the given index and to get the length of the array respectively. Implementation for these three methods is mandatory for all the array classes in CoBS repository. If the programmer wishes to use an obfuscated array for one of the crucial arrays say 'X', then he/she first needs to decide which obfuscation technique to use (say the split array mechanism is chosen) and simply need to include the following array declaration statement in the program for 'X' (Assume that X is an array of type Integer and size 1000).
SplitArray<Integer> X = new SplitArray <Integer>(1000);
When the programmer imports the CoBS package, initially the CoBS arrays have only dummy (stub) implementation for all the public methods. This is done for the following reason. First, it ensures that the program that uses the CoBS arrays compile. Now if there are multiple implementations of the SplitArray (with differing internal implementations) itself in the CoBS repository, the CoBS handler in the next phase, replaces the dummy implementation with one from the available implementations in a random fashion. This ensures an additional level of obfuscation. Note that all the constants are hidden using the F( ) functions returned by the ConstHide module. The internal implementation can be obfuscated to any level of sophistication. And as mentioned earlier, the system supports multiple implementations of Split arrays with varying levels of obfuscation and the CoBS handler make the choice when the programmer uses the CoBS classes.
JDATATRANS-Obfuscator
The JDATATRANS-Obfuscator scans the program and identifies those statements, called candidate statements, in the program where either a CoBS based array is declared or an instance of the array is accessed using any of its public methods. To do this, the obfuscator first preprocesses the input program. In the preprocessing phase, the sentence boundaries are detected, the comments are stripped off and the tokens in the sentence are identified. Now in each candidate statement, the obfuscator identifies the constants used, including the array indices. If there are no constants used then the array index variable is muliplied by '1' (which clearly does not alter its value) and the constant '1' is hidden using ConstHide. If only the lengthArray( ) function is invoked, then it is similarly replaced by lengthArray( ) * 1, where the '1' is later hidden by ConstHide. For non candidate statements, the first integer constant is hidden, avoiding alphanumeric strings. We remark that the resulting program can be rebofuscated again by the obfuscator to obtain further levels of obfuscation.
To illustrate the method, consider the following snippet from the program 'myprog.java' which the programmer wishes to obfuscate. The programmer decides to obfuscate the array 'ar' using SplitArray.
SplitArray<Integer>ar=newSplitArray<Integer>
(100000); ar.setArray(i,(3*i + 1000) % n); y = ar.getArray(i);
After obfuscation, it is transformed into the following code.
SplitArray<Integer>ar=newSplitArray<Integer> (50000*F(49135%24575,12)); ar.setArray(i*(4*F(3059%1535,8)(F(49135%24575,12)* F(35%27,2)+F(33%21,2))),(3*i + 1000)% n);y=ar.getArray(i*(F(35%27,2)-F(12273%6143,10)));
After one more iteration of obfuscation, it is further transformed into the following code. SplitArray<Integer>ar=newSplitArray<Integer> (50000*F((F(49135%24575,12)*24567+F(33%21,2))%2457 5,12));ar.setArray(i*(4*F((F(49135%24575,12)*1529+ F(33%21,2))%1535,8)(F(49135%24575,12)*F(35%27,2)+F (33%21,2))),(3*i + 1000) % n); y=ar.getArray(i*(F((F(49135%24575,12)*17+F(33%21,2 ))%27,2)-F(12273%6143,10))); But this creates an additional overhead in terms of the execution time as the number of F( ) expressions that needs to be computed in runtime increases with each iteration of the obfuscation. . Figure 1 shows how the various JDATATRANS components that we discussed so far interact in order to obfuscate the input Java program.
Figure 1. High-level view of the JDATATRANS components
EXPERIMENTAL RESULTS
We performed extensive experimental evaluation of the various obfuscation features supported by the tool. We present a few of them due to space limitations. The following plot (Figure2) shows the tool performance where the analysis is performed on a sample code 'myprog.java' denoted by A and its obfuscated version using SplitArray, FoldedArray and FlattenedArray denoted by B, C and D respectively. The algorithm section of 'myprog.java' is as follows. Set 'n' elements to an array of size 100000 Print n array elements Analyses were also performed for the following cases. Case1: For n>0, Set n different elements to array 'A' of size 100000 
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Figure 3. Execution Time Analysis of Source codes A,B,C,D for different levels of obfuscation
Due to the lack of commercial de-obfuscators in the market, this analysis is solely based on decompilation of code. The function call F(a,b) adds nearly 22 statements to the decompiled code and this call is crucial in adding obscurity to the code. In Figure4, we show the additional statements added in the code due to the recursive calls to F( ) functions due to multiple iterations of obfuscation. Let Fi denote the recursive call to F( ) upto depth i. Noting that the reverse engineering effort is the total time to understand entire code statements and is proportional to the number of statements. The decompiled codes of P2, P3, P4, P5, P6, P7 corresponding to each codes of A, B, C, D are analysed using the FrontEnd Plus v1.04 decompiler to find the number of F( ) calls in the decompiled codes. Considering the number of statements for reverse engineering, the reverse engineering effort grows considerably for codes B,C and D, but not significantly for A. We conclude that, further code obfuscation would add more effort in reverse engineering, without too much cost on execution time and storage. 
Re v e rse Engine e ring Effort Analysis
