Agile and User-Centered Design (UCD) integration allows the advantages of both approaches to be taken in a hybrid method. The requirements will evolve and gradually adapt to the needs of users and customers, and UCD techniques will improve usability and User eXperience (UX) of the developed software. However, there has been much discussion about the challenges of this integration, because of the differing philosophies.
INTRODUCTION
Agile and User-Centered Design (UCD) integration has been studied in depth in the last decade, and numerous literature reviews analyze it [7,[11] , [24] , [27] , [45] , [46] , [47] , [50] . These works highlight the contributions that both approaches bring to integration. Agile development is a trend in software process. However, it has gaps in the appropriate product specification to meet user needs and customer expectations [45] , [46] . The integration of UCD improves the usability and UX of the developed software, adjusting the product to the user needs.
New hybrid methods have been proposed based on the most used agile methodologies, such as Scrum [44] , [48] or XP [10] , [18] , [23] .
In the reviews, the hybrid approach, Agile-UCD, is seen as a good solution, but one that still has to overcome many challenges: lack of time for upfront activities, difficulty of modularization, difficulty of prioritizing UCD activities, synchronizing efforts of UCD practitioners and developers, lack of documentation and also, the neglect of non-functional requirements [20] is pointed.
The biggest difficulty in solving these challenges is the different approaches regarding requirements gathering and upfront designs [47] . On the one hand, agile methodologies deliver pieces of functionality to customers in short iterations and requirement engineering is carried out on these just in time. Agile methods discard intense analysis and design activities at the beginning of the project, as this would limit quick response to frequent changes in requirements [45] .
On the other hand, User-Centered Design expends considerable effort on research and analysis before development begins. This approach is also referred to in the literature as big design up-front (BDUP) [11] , and is advocated by some authors in hybrid proposals due to it having a positive effect on the mitigation of design error [21] and on synchronization on very large projects with the involvement of numerous teams [3] .
Other authors propose an up-front approach first with an initial and limited vision of the functionalities, a minimal up-front interaction design [33] In this line, Da Silva [47] proposes carrying out this strategy one sprint ahead, that is, to carry out the UCD activities in an iteration prior to development. Sohaib suggests that usability engineering can be adapted to the agile context, by using a more iterative approach and testing throughout the project lifecycle [49] . De Bonte proposes two teams (engineering and design) working in parallel [19] .
In our experience, the Agile-UCD integration model can be flexible, and its strategy should not be conditioned from the beginning. Not all agile-UCD projects are equal. All assume the involvement of users and, that there may be changes and these must be managed properly. However, there are projects in which it is possible to have an initial vision in enough detail, which allows global prototypes and collects most of the requirements at the beginning. Many agile projects conduct an upfront planning iteration (iteration zero) to define the overarching product vision and other business requirements for the project [53] . In these cases, a big up-front design or a minimal up-front interaction design approach would be appropriate, because it would help to improve that initial vision, to produce fewer subsequent changes, and to make a first estimate of the work.
In other cases, an agile project is approached with a very limited idea of the functional and non-functional objectives to be met. In these cases, the project usually starts with one or several small functionalities and, in the successive deliveries and meetings, new possibilities of the product are discovered. In this case, a little up-front interaction design or an implicit interaction design approach would be appropriate.
Integration proposals usually suggest the use of classic artifacts which are proposed by most agile methodologies to gather the requirements: use cases and user stories. Curcio presented the results of a systematic study on requirements engineering in an agile software development context [17] . He concludes that requirement engineering in the context of agile software development is still immature and requires more research.
We propose a new artifact to gather the requirements in an Agile-UCD methodology: User Objectives. Its scope, development and typology facilitate a flexible integration according to the needs of each project.
In the following section, Agile and UCD requirements engineering is analyzed, and the most common techniques in the different activities are identified. Then, the usual proposals in the requirements specification are reviewed. Thereafter, we focus on explaining our proposal: The User Objectives as a flexible guide in an agile-UCD process. We will show two development examples to clarify this proposal. Finally, the conclusion summarizes the lessons learned and the contribution of this work.
AGILE -UCD REQUIREMENTS ENGINEERING
Brooks said that the hardest part of building a software system is deciding what to build [9] . Therefore, the most important function that the software builder performs for the client is the iterative extraction and refinement of the product requirements [9] . On the other hand, Sohaib's review identifies that one of the most important challenges in the agile model is how to identify the requirements of a system as accurately as possible from a customer who is not the current end user [49] .
Requirements development is subdivided into elicitation, analysis, specification and validation disciplines [1] . In agile methodologies, these activities are not separate phases, but they can be performed in parallel for different requirements of the project [46] .
Requirements elicitation encompasses all of the activities involved with discovering requirements, and takes either a usagecentric or a product-centric approach [53] . The usage-centric strategy emphasizes the understanding of user goals in order to derive the necessary system functionality. The product-centric approach focuses on defining features that developers expect will lead to marketplace or business success. Strategies focused on the product often implement features that are not needed and left without implementing other that the user considers necessary [53] . Interviews, brainstorming, ethnography, and prototyping, are the most common usage-centric techniques for this purpose. Also, the Personas technique developed by the human-computer interaction (HCI) discipline is useful for eliciting requirements in a usagecentric manner. A Persona is a description of a representative member of the user class [16] , [33] . Personas helps to focus software analysis and design on the features and goals of the product's end user [16] .
Requirements analysis involves reaching a richer and more precise understanding of each requirement, decomposing highlevel requirements into an appropriate level of detail. Analysis models can reveal incorrect, or missing requirements. Such models include data flow diagrams, entity-relationship diagrams, state-transition diagrams, state tables, dialogue maps, decision trees [3] , and others such as tasks analysis [42] . Other, more agile techniques are UI prototypes [2] .
Requirements specification involves representing and storing the collected requirements knowledge in a persistent and wellorganized fashion. Use case and user story are the most preferred artifact in agile methods [52] . This is not surprising because these two methods are very well known due to their prominent comprehensibility, decomposability and interactivity.
Finally, Requirement validation confirms the requirement for a product. It implies translating the details into acceptance tests and criteria to confirm that a product meets customer needs.
PROPOSALS FOR REQUIREMENTS SPECIFICATION
Although there are other proposals that will be named later, we will focus first and in more depth on the use cases and the user stories, as these are more typically employed to collect the Agile and Agile-UCD requirements.
The idea of employing the use cases to describe the functional requirements was introduced in 1987 by Ivar Jacobson [25] , one of the main contributors of UML and Unified Proces (UP). A use case is a collection of related success and failure scenarios, which describe the actors using a system to meet an objective. A scenario is a specific sequence of actions and interactions between the actors and the system under study; it is also called use case instance. It is a particular history of the use of a system. The concept of Jacobson's use case has had a great influence and has been widely recognized.
It is important to note that an actor and an end user are not necessarily the same. An actor represents a class of external entities (people frequently, but not always) that has a role in the context of the use case [43] .
In the UP model, the use cases are written over several iterations. There is a thorough workshop at the beginning to detect actors and use cases. In the elaboration phase there are multiple iterations and requirements workshops where the use cases are refined. At the end of the elaboration, 80% to 90% of the use cases are written in detail. During the construction, the writing of minor use cases will take place. At this stage, most of the main functional and non-functional requirements should have stabilized in an iterative and adaptable manner [25] User stories are the most frequent requirements notation in agile projects [5] . On their introduction in 1999, Kent Beck provided no concrete description of what user stories were other than defining them as one thing that the customer wants the system to do [4] . Mike Cohn coined the following definition of user stories: a concise description of functionality that will be valuable to either a user or purchaser of a system or software [14] .
It still has to be ensured that these user stories are of sufficient quality. Cohn outlines some guidelines for writing good user stories in 2004 based on INVEST [14] ; more recently, frameworks such as QUS (Quality User Story) [5] have been developed.
Both, use cases and user stories, are focused on understanding what different types of users need to accomplish through interactions with a software system. However, the two processes move in different directions. With use cases, the Business Analyst structures the information collected according to a use case template. From the use case specification, the BA can derive the functional requirements that developers must implement, and a tester can identify tests to judge whether the use case was properly implemented [53] . On the other hand, a user story is a concise statement that articulates something a user needs and serves as a starting point for conversations to flesh out the details. Rather than specifying functional requirements, agile teams typically elaborate a refined user story into a set of acceptance tests that collectively describes the story's «condition of satisfaction». The power of both use cases and user stories comes from their usercentric and usage-centric perspective [53] .
User stories were created specifically to address the needs of agile developers and offer the advantage of simplicity and conciseness, but they have a drawback with respect to the use cases. Use cases provide project participants with a structure and context that a collection of user stories lacks. Use cases provide an organized way for the analyst to lead elicitation discussions as a starting point for planning and discussion. User stories do not replicate that structure and rigor, so it is easier for the team to miss some acceptance tests.
There are technical benefits to use cases, too. They reveal some of the important domain objects and their responsibilities to each other. Developers using object-oriented design methods can turn use cases into object models such as class and sequence diagrams.
One drawback of the two majority proposals is the omission of non-functional requirements. Most agile practitioners were more concerned with FRs than NFRs [52] . The neglect of nonfunctional requirements is reflected in the internal quality of the system, i.e. the maintainability and the test capacity, and the external quality as usability [24] . Farid have proposed agile choice cases for NRF modeling [20] .
In addition to using use cases and user stories, requirements engineering offers other possibilities, such as data flow diagrams as the basic tool of structured analysis [53] , or features [41] . A feature is a grouping of system capabilities that provides value to a user. In the context of an agile Project, features could encompass an individual user story, multiple user stories, an individual epic, or multiple epics.
With the emergence of hybrid Agile-UCD approaches, some proposals from Usability Engineering have appeared which are adapted for this purpose.
Constantine proposes essential use cases, whose writing avoids the details of UI and focuses on the user's real intention [15] .
Castro proposes PersonaSE, which combines the Persona technique with the construction of mock-ups and their formalization through use cases [13] .
Other authors propose to develop scenarios [19] or to develop prototypes directly [2] , [30] .
The results of various reviews show that there are difficulties with requirements documentation in agile models, that cause missing, inadequate or incomplete requirements [24] , [45] , [46] . Also, Blomkvist [6] reports that developers did not read personas, scenarios and effect maps. They recommend that UCD specialists should translate this information into user stories. By contrast, Cajander reports that there are difficulties to describe usability aspects in such a way, and to their mind, usability needs to be addressed on a higher level [12] .
As an alternative to the use cases, the user stories and the other proposals, we present the User Objectives, which are explained below.
USER OBJECTIVES, THE AGILE-UCD PROCESS GUIDE
In the agile process, a project is performed in an iterative and incremental way, carrying out division strategies of the problem in the form of units of development, and integration strategies to advance in the increment. Along the way there are numerous modifications or extensions on the product obtained. The agile model needs to continually carry out planning and prioritization activities to decide on the work to be developed. In traditional agile methods, requirements are prioritized by customers who focus on business value or on risk [18] . Use cases and user stories are usually a common means of materializing this process, although UCD criteria is not taken into account and they do not allow the incremental process to be easily reflected.
Definition of User Objective
An UO expresses a user's desire, such as "buy a t-shirt" or "reserve a meeting room in a workplace". Formally, the UOs are labeled with consecutive numbers <i>, a name and a brief description of the desire user, in first-person, according to the following format: {UOi-name: brief description}. For example, UO15-Buy a product on offer from home: I want to enter from my home on the Web Store, to visually distinguish the products on offer and choose one for purchase.
A User Objective would appear to have a similar definition to a use case or a user story. However, a UO has notable differences in its scope, development and classification.
Scope
A UO encompasses one or more functional requirements and zero or more non-functional requirements. For example, in a request to buy and sell flats, the user does not only want to "look for an apartment", but also wants: "Using my mobile phone and in a simple and secure way, look for an apartment, ask for the price and compare this price with the price of my apartment". This UO groups simple UOs such as: "find an apartment", "ask the price", "value an apartment", "consult information about credits". The features "using my mobile phone"," in a simple way", "in a secure way" are non-functional requirements associated with these UOs.
Development of a UO by activities
Once formalized, the UOs undergo three different development activities: Specification of the requirements (A1), Presentation (A2) and Functionality (A3). The goal of each of these activities is:  A1. Specification of Requirements. This is a specification in terms of the interface by describing the behavior of the user (actions to be performed in the interface) and the System (reactions of the application in the interface). These descriptions are only a part of the functional requirements, since they only indicate the reactions in the interface. That is, they do not include the control reactions of the application, such as "record the purchase" or "save the order in the database", typical of the use cases specifications. In addition, the specification must indicate the behavior of the application on the interface (navigation) in alternative or erroneous situations. The initial specification is completed with some graphic aspects that will help to configure a simple prototype or simple draft. This helps stakeholders to have a first global view of the appearance and behavior of the UO, but without specifying the precise characteristics of the interface and business logic. This activity covers the following objectives:
(1) Facilitate the formalization of the capture of requirements, bringing its validation closer to the stakeholders, and (2) Review interface aspects and business logic in early stages with designers and developers. The appropriate techniques to carry out this activity are the graphical models of task analysis, which have tools that facilitate their writing, discussion and evaluation [37] , [42] . In some projects, where there are many integrations that involve continuous changes, or with fewer resources, the direct translation in prototypes of low quality, in the style of suggested by Ambler [2] , may be adequate and sufficient. Then, this specification is saved in the form of acceptance tests.  A2. Presentation of a UO, in which the concrete graphic elements, partially collected in activity A1, are fixed. In this activity, a description is assumed on a specific platform, for example, the graphic interface of a mobile. In addition, a concrete interaction technique that supports the abstract interaction described in A1 is indicated, for example, that the selection is made with a radio-type button. The objective of this activity is to obtain high fidelity prototypes or implementation of views in Model-View-Controller architectures. Standards inspection and heuristic evaluations are examples of suitable techniques for evaluating usability in these prototypes [31] . In these evaluation processes it is also interesting to take into account the accessibility evaluations.  A3. Functionality. This activity is based on the behavior characteristics defined in A1. Specification of the Requirements, and completes the functionality on the result of activity A2. Presentation of the UO, previously evaluated. Its objective is to obtain an increment in the finished product. Its validation is mainly done through executable tests (as is common in Software Engineering), in order to verify the expected output results from the input data. At this point, validating the acceptance tests [29] , specified in activity A1, contributes consistency to the activities and consequently verifies that the final result is adjusted to the end user needs. In addition, log analysis and performance measurement, in combination with the cognitive walkthrough and scenarios, are useful for estimating efficiency and effectiveness [51] . In addition, checking the end user satisfaction of the achieved product, especially for Direct UOs or merged UOs that involve one or more Direct UOs, is an important aspect that can be done with questionnaires. The System Usability Scale scale (SUS) [8] has been adopted as a measure of standard usability of the user experience, and consists of ten statements that users value from a range of five values. Other proposals based on SUS are the Computer Usability Questionnaire (CSUQ) [35] and the Post-Study System Usability Questionnaire (PSSUQ) [36] . Both are very similar questionnaires to evaluate a system at the end of a usability study; CSUQ is administered online and PSSUQ in person.
More recently, UMUX (Usability Metric for User Experience) [22] is presented as a more compact alternative, based on the usability definition ISO 9241-11
Classification: Types of User Objectives
New developments (UOs) can be requested directly by the user or induced by process strategies. These developments go through evaluation and validation processes by stakeholders (including the end user, especially in Direct UOs). The User Objectives can be:
 UO Direct or direct desire of the user.  UO Indirect, or internal need of the development process, derived from Direct or Indirect UOs. These needs may cause a division or a fusion of UOs. In case of division it would give rise to several indirect UOs Division and in case of fusion, an Indirect UO Fusion would be obtained.  UO Increment, or increase in functionality associated with a UO Direct or Indirect.  UO Incremented, or expansion of a Direct or Indirect UO with one or more UO Increments.  UO Reused, or UO previously made in the same or in another project.
In the previous classification, two UO typologies can be observed: The first one which organizes the UOs by the source that brought about their creation and the second, by the identity or autonomy of the UO. According to the first, if the source is the user they are Direct UOs, while if it is the developers, they are Indirect UOs. According to the second classification, there are complete and fictitious identity UOs. The identity of the UO is usually complete, that is, it is a self-contained desire or need that could be a deliverable in the sense of agile methodologies. Those that partially express an increment associated with an existing UO, the so-called UOs Increment, are considered fictitious identities. When these Increment UOs are associated with a full identity UO they result in an Incremented UO, also with full identity. Finally, the Reused UOs are those UOs of complete identity, which have been previously defined in the current project or in another project. These types are displayed graphically as shown in Figure 1 .
The developments associated with the Direct UOs should be thoroughly taken into account in the evaluations, especially those concerning usability, since those UOs represent the tasks that the end users will perform in the interface. Direct UOs must always be evaluated by end users, while Indirect UOs can be evaluated by experts. In this way, users will participate only at crucial moments, and developments considered internal (Indirect UOs) will be evaluated by members of the development team, experts in the type of evaluation involved. 
VISION OF THE METHODOLOGICAL PROCESS
Although the InterMod methodology [38] started out as an agile-UCD proposal for the development of interactive applications through UOs, the UO concept is not limited to this model and its adaptation is possible in any agile process, such as XP, Scrum or Kanban, which habitually employ user stories and do not usually include UCD activities.
The adaptation of the UOs in an agile model is briefly shown in Figure 2 -The process begins by analyzing the overall project, by capturing the first user needs or desires. The Personas technique is appropriate for this [16] . At this stage, the general vision of the system and the global aspects of the design are also determined, which will allow a subsequent, iterative and incremental development, with guarantees of coherence.
Figure 2. Simplified scheme of the Agile-UCD process
Throughout the process, new user needs are formalized in UOs. A set of planning and development rules helps to make strategy decisions, according to customer and developers interests, and also, to the UCD perspective that establishes a specific order in the realization of the activities. According to the UCD recommendations, once the requirements of a certain UO have been specified and evaluated (A1), its interface must be generated and validated (A2), before carrying out its coding (A3). Unlike UCD, in an agile-UCD methodology, this order is restricted to each individual UO, and not to the global project. B.Losada 6 Although traceability is one of the best ways to track the impact of requirements changes Jayatilleke indicates that the cost of traceability can discourage a team as the benefits are not realized immediately [27] . The UOs diagrams is an agile tool that enables both the progress of the project to be visualized step by step, thereby facilitating the modularization, prioritization and planning; and also the monitoring of the UOs evaluated with UCD techniques, as well as those that still need to be evaluated.
Next, two different cases of development and planning of activities, using diagrams of UOs, are shown. In the first, a project with UCD big up-front activities is described. In the second, a project in which the UCD activities of a delivery are performed just in time, before coding and delivering, is explained. Figure 3 shows how the realization of activities A1, A2 and A3 is visualized in the diagrams: This project starts with a UO1-Direct objective. Its requirements are specified (A1) and a presentation is made, which is evaluated in a prototype (A2). It is an up-front vision of the global project, carried out in iteration 0. In iteration 1, it is decided to divide the complexity of the implementation into UO2, UO3 and UO4, in which the functionality is developed (A3). These UOs do not need to perform activity A1 and A2, since they inherit their validation from UO1. In Iteration 2, activity A3 for UO2 continues to be developed, and an UO5 Fusion is created, which inherits A1 and A2 from UO1 and in which A3 is performed. If there have been changes during the integration activity in UO5, these changes are synthesized by UO3 and UO4. In iteration 3, the fusion of UO2 and UO5 is carried out, carrying out activity A3. In addition, UO6 begins to be specified, a need to increase functionality in UO1. Finally, in iteration 4, activities A1, A2 and A3 are carried out in the Incremented UO7, from the development of UO1 and the need for the UO6 Increment. Figure 5 shows the development diagram of a project, which is characterized by an initial ignorance of the requirements, and in which the scope is discovered step by step.
First case: Up-front vision

Second case: Incremental vision, just in time
In this case, the project starts with UO1, an initial objective, small, that is developed completely. Activities A1, A2 and A3 are carried out in order. It is a little up-front vision, carried out in iteration 0.
In the following iterations, the progress of the project is made through small increments on the development made for UO1. In the Increment UOs (for example UO2 and UO3 in iteration 1), only activity A1 is performed and, in the Incremented UOs, activities A1, A2 and A3 are performed. As a result of these activities, activities A2 and A3 of the UOs Increment are considered to have been carried out. UO8 is an UO Incremented Direct, that is, it represents a task of the end user and therefore, it must be evaluated with end users. On the other hand, UO4 and UO5 are indirect, so their evaluation is recommended, only by experts. 
CONCLUSIONS
Although the hybrid Agile-UCD approach is a leading proposal, there is no agreement about the various ways and occasions on which UCD's practices should be included in the agile software development lifecycle. The various techniques, opportunities, ways described in the literature, shows that there are several possibilities for Agile-UCD integration, all of which may be valid or not depending on the context. Here, a flexible agile-UCD integration type is proposed, and to this end, the User Objectives are presented as an alternative to the usual tools to collect the requirements.
In our experience, the Agile-UCD integration model can be flexible, and its strategy should not be conditioned from the beginning. If the project can clearly specify the requirements at the beginning, this is an advantage that can be used to apply UCD techniques to the up-front style. If this is not possible or convenient because there is ignorance in the requirements, they should be collected and updated throughout the project, and will only be coded when there is a high degree of certainty. That is, when they have been validated. Making them one step ahead or in the same iteration, will depend on the workload of the equipment and the development situation.
Completing a UO implies the orderly realization of three activities: Specification of Requirements, Presentation and Functionality. This allows, in a flexible way, the planning of an order in which to carry out activities according to agile and UCD criteria. In addition, the UOs are organized in different categories according to both their development and their relationship with the user. The UOs diagrams allow, on the one hand, the visualization of the progress of the project and they also facilitate modularization, prioritization and planning; and on the other hand, the control of the UOs evaluated with UCD techniques, and those that still need to be evaluated by end users (UOs Directs) or experts (UOs Indirects).
Previous projects have been made with manual drawings that presented the advance by UOs. In order to facilitate this work, we are building a tool that elaborates these diagrams of UOs. We anticipate using the tool in upcoming projects.
