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2. INTRODUCCIÓ: 
Aquest projecte de final de carrera es basa en el disseny de un sistema de comunicacions que realitzi un 
pont entre les comunicacions de control (bus CAN) i el usuari per mitjà de una comunicació sense fils 
(Bluetooth). Tot això en el context de una bicicleta elèctrica en la que actualment hi treballen varis 
departaments de la UPC.  
 
La bicicleta està dotada de una sèrie de sensors interns. Aquests sensors es comuniquen entre ells 
mitjançant el bus de control CAN. El sistema a dissenyar haurà de ser capaç d'extreure'n tota la informació 
rellevant i enviar-la a qualsevol dispositiu Bluetooth.  
Part d'aquesta informació pot ser molt útil per al usuari, sense anar gaire lluny ja veiem que el nivell de 
bateria o la distància recorreguda són un valor afegit molt important per a una bicicleta de aquest caire. 
Així doncs es treballarà sobre la unitat encarregada de les comunicacions sense fils entre la bicicleta i 
l'usuari. A més, també es tractarà el telèfon mòbil com a dispositiu Bluetooth final. 
El marc de treball gira al voltant de dues tecnologies (CAN i Bluetooth) i el paradigma de programació mòbil 
(J2ME). 
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3. Objectius del projecte: 
Durant la fase de planificació d'aquest es van acordar una sèrie de objectius a assolir. S'han dividit en dos 
categories: Generals (meta final a assolir) i Específics (parts a completar abans de arribar als generals). 
 Generals: 
Dissenyar un circuit microcontrolat que sigui capaç de gestionar una connexió entre una xarxa CAN i un 
dispositiu Bluetooth. 
Crear un marc de treball (plataforma de proves) per a possibilitar aquesta comunicació CAN-Bluetooth i 
documentar-la per a possibles futurs projectes. 
 Específics: 
Crear un prototip capaç de realitzar el tipus de comunicació CAN-Bluetooth. El prototip haurà de ser capaç 
de connectar una xarxa CAN amb dispositiu Bluetooth. 
Programar una aplicació (o un framework) mòbil en J2ME que sigui compatible amb la majoria de telèfons 
actuals (així com altres dispositius portàtils) i capaç de comunicar-se mitjançant Bluetooth amb el sistema 
esmentat en el punt anterior. 
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4. Organització de la memòria: 
La memòria està organitzada seguint les diverses fases de treball realitzades.  
 Conceptes previs:  
Descripció i aprofundiment en les tecnologies emprades durant totes les fases del projecte.  
 Marc de treball i entorn de proves. 
Bus CAN: 
Explicació detallada sobre la placa de desenvolupament escollida per el projecte i la implementació 
de la comunicació CAN entre microcontroladors (concretament els PIC18F4680). 
Bluetooth: 
Vista global de la comunicació Bluetooth i les seves possibilitats així com del sistema Parani SD200 
(dispositiu que permet establir una comunicació Bluetooth-rs232), la seva configuració i 
particularitats. 
Programació mòbil: 
Aprofundiment en el desenvolupament de aplicacions basades en Bluetooth per a dispositius 
mòbils (és a dir, amb escassa memòria, pantalles petites i processadors relativament lents) 
mitjançant J2ME i la seva API per a Bluetooth (JSR-82). 
Sistema de comunicació CAN-Bluetooth: 
En aquest apartat s'estén el marc de treball on poder posar en pràctica els coneixements adquirits. 
Per a facilitar-ne el desenvolupament s'ha dividit en una sèrie de petits objectius de complexitat 
creixent que mostren els problemes que han anat sortint així com les solucions trobades. 
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Disseny del sistema: 
Es tracta de tot el procés de disseny i construcció del prototip que faci de intermediari en una comunicació 
CAN-Bluetooth. A més, també s'ha documentat la creació de una aplicació mòbil per a poder-ne realitzar 
una demostració. 
 Conclusions finals: 
Es tracta de tot el que a títol personal m'ha aportat el desenvolupament del projecte. A més inclou una guia 
de per on, a títol personal, opino que s'hauria de dirigir el futur del projecte. 
 Manuals d'usuari: 
Documentació sobre com reconstruir diverses parts del projecte (modificar els codis J2ME, descarregar 
firmwares i utilitzar la PICDEM CAN-LIN 2). 
 Planificació: 
Planificació i seguiment del projecte. Inclou diagrama de Gannt.  
 
A més, s'ha inclòs tot el material emprat en la memòria electrònica. 
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5. Metodologia emprada: 
Primer de tot s'ha dividit el treball en dos blocs: Entorn de proves i disseny del sistema. La metodologia 
utilitzada ha estat diferent entre elles degut al caire experimental del entorn de proves i al caire més teòric 
que es presenta en el disseny del sistema. 
 Entorn de proves: 
Durant aquesta part del projecte purament acadèmica i experimental s'han anat realitzant una sèrie de 
proves per a guanyar comoditat amb els dos sistemes de comunicació. S'han anat marcant uns objectius 
clars que anar assolint per tal de poder documentar de forma clara i concisa el procés (evitant salts 
conceptuals en la matèria). Als annexes es poden veure alguns codis (els més importants) utilitzats en 
aquesta part. 
Una part important també es la comunicació mòbil ja que es molt interessant tenir-ne una aplicació 
funcional i completament documentada per a possibles línies de futur. 
 Disseny del sistema: 
Un cop realitzat l'estudi previ (durant la fase de proves) s'ha començat tota la part de disseny i construcció 
d'un prototip que sigui capaç de comunicar un bus CAN amb un dispositiu mòbil. Així doncs s'ha partit dels 
coneixements adquirits prèviament per poder crear aquest sistema (que ha de ser un extrem de xarxa CAN 
amb un node connectat alhora amb un dispositiu Bluetooth).  
També s'ha realitzat una aplicació per a telèfon mòbil i un protocol de comunicació per tal de fer la tasca 
més escalable i extrapolable a altres projectes. 
  
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 20 de 150 
 Recursos utilitzats: 
Hardware: 
Placa PICDEM CAN-LIN 2: Trainer per al desenvolupament d'aplicacions orientades al bus de control CAN. 
Disposa de dos PIC18F4680 (Node0 i Node1) interconnectats per CAN. A més també disposa de un port 
sèrie rs232 i CAN DB9 per tal de comunicar-la amb el exterior. 
Parani SD200: Dispositiu encarregat del pas de sèrie (rs232 DB9) a Bluetooth. Implementa tota la pila 
interna de protocols de forma que resulta bastant transparent de cara al resultat final. 
Programador ICD2: Programador i debugger in-circuit. 
Nokia 6280: Telèfon mòbil compatible amb les implementacions més antigues de Java2ME. 
CANUSB: Periferic que ofereix conectivitat CAN a un PC mitjançant un port USB. 
Software: 
MPLAB IDE: Entorn de desenvolupament proporcionat per Microchip per tal de poder programar per als 
microcontroladors PIC. 
Compilador CCS: Compilador per al firmware dels microcontroladors de la família PIC. 
OrCAD: Aplicació per al disseny i simulació de sistemes electrònics. 
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6. CONCEPTES PREVIS: 
6.1. Bluetooth: 
El Bluetooth és un protocol open standard orientat l'intercanvi de dades entre dos dispositius dins d'una 
xarxa sense fils d'àrea personal (WPAN)  per mitjà d'ones de ràdio de freqüència mitja (és aquella 
freqüència entre 300MHz i 3GHz) en la banda ISM de 2.45GHz (no requereix llicència).  
Esquema orientatiu per a poder posicionar el Bluetooth dins del model d'interconnexió de sistemes oberts 
(la figura és orientativa, es treballà sobre totes les parts més endavant): 
Des de un punt de vista no-tècnic: 
El Bluetooth ha sigut al llarg dels anys el protocol de radiocomunicació escollit per els principals fabricants 
de productes electrònics. Aquesta elecció ha vingut donada tant per les seves característiques tècniques 
(seguretat, portabilitat, relativa senzillesa,...) com per altres trets inherents a la “marca” (suport dels 
fabricants importants, nivell d’integració en el mercat actual,...). 
I és que el Bluetooth presenta poques alternatives en quant a universalitat (Wifi, 3G i poca cosa més) dins 
del món dels dispositius mòbils.  
Més endevant es parlarà de sistemes de modulació, de repartició de l’espectre de freqüència i d’altres 
conceptes realcionats amb les telecomunicacions que s’escapen dels objectius primaris del projecte. Per 
més detall veure “Referències y webgrafies” al final de la documentació. 
Figura 6-1: Comparativa model OSI/pila Bluetooth. 
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 Radio Bluetooth: 
S'implementa utilitzant la tecnologia d'espectre amplificat per ample de freqüència (FHSS), en la que es 
transmeten les dades repartides entre 79 canals de 1MHz d'amplada entre els 2.402 i els 2.480MHz. El fet 
de repartir la comunicació en 79 canals aporta seguretat (és molt més complicat interceptar la senyal) i 
solidesa (també és menys susceptible al soroll del medi) a la comunicació. 
La intensitat de senyal a la que un dispositiu pot emetre permet realitzar una classificació per les 
anomenades classes: 
 
 Banda Base – General: 
Hi han dos modes de modulació definits:  
 Basic Rate (o Classic Bluetooth):  
La modulació és la GFSK (Gausian frequency-shift keying) per a reduïr la complexitat del 
transceptor. La velocitat de transmissió en aquest mode és de 1Mbps. 
 Enhanced Data Rate: 
És un mode opcional que utilitza la modulació PSK (Phase Shift Keying) amb les seves dues variants:  
π/4-DQPSK i 8DPSK. 
La velocitat de transmissió és de 2Mbps per al EDR π/4-DQPSK i 3Mbps per al EDR 8DPSK. 
El canal físic es subdivideix en unitats de temps anomenades slots. Les dades es transmeten en paquets 
inclosos dins d'aquests time slots. Així doncs, la comunicació Bluetooth permet actuar amb un efecte full-
duplex degut a que usa un esquema Time-division Duplex (TDD). 
Per a la connexió, s'utilitza un protocol de comunicació síncrona basada en el intercanvi de paquets de 
dades seguint una jerarquia mestre-esclau on un mestre es pot comunicar fins amb 7 dispositius (és el que 
s'anomena piconet). 
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Els esclaus comparteixen el rellotge amb el mestre, que 
s'encarrega de definir els slots temporals.  
Es per mitjà d'aquest rellotge compartit que es defineixen 
els time slots. És a dir, el rellotge té un període de 312.5us i 
un time slot 625us (o dos períodes de rellotge). 
Els paquets poden ser de 1, 3 o 5 time slots, tot i així el 
mestre sempre començarà en un slot parell mentre que els 
esclaus ho faran en un de senar. 
Entre els dispositius es poden donar dos tipus d'enllaç:  
 Síncron (SCO): típicament utilitzat per a veu i que proporciona un canal en cada sentit (full-duplex) 
de 64kbps. 
 Asíncron (ACL) utilitzat per a la transmissió de dades (per exemple a una impresora). 
 Banda Base – Paquets de dades: 
Els paquets de dades tenen una longitud de 1, 3 o 5 slots temporals i consisteixen en un codi d'accés, una 
capçalera i un payload (o càrrega de dades).  
Estan dividits en tres parts (independentment del mode -BR o EDR-):  
 Codi d'accés: Utilitzat per identificar i sincronitzar al dispositiu. 
 Capçalera: Conté la informació de control necessària per a la comunicació. 
 Payload: La càrrega de dades que transporta el paquet. 
 
La diferència entre modes radica en que Basic Rate realitza tota la comunicació en GSFK, mentre que 
l'Enhanced Data Rate només l'establiment. Per a transmetre un gruix de dades en mode EDR es fa un salt 
de freqüència i es resincrontiza, llavors la señal es modula en qualsevol dels dos modes que admet EDR. 
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Banda Base – Control del canal: 
El controlador Bluetooth opera en dos estats: Standby (Espera) i Connection (Connexió). També hi han set 
sub-estats utilitzats per a afegir esclaus o crear connexions en una piconet: page, page scan, inquiry, inquiry 
scan, master response, slave response i inquiry response.  
L'estat de baix consum per defecte és Standby. On només el rellotge natiu funciona i no hi ha cap mena 
d'interacció amb altres dispositius.  
L'estat de connexió  (Connection) permet als dispositius -mestre i esclau- intercanviar paquets utilitzant el 
codi d'accés al canal i el rellotge del mestre. 
La connexió entre dos dispositius sol ocorrer de la següent forma: Si no es coneix res del dispositiu remot es 
realitzaran tant el inquiry(veure el pas 1) (o pregunta) com el page(veure el pas 2) (o cerca), si per contra ja 
es coneixen detalls del dispositiu remot només s'utilitzarà page(2). 
 
Figura 6-2: Estats del controlador Bluetooth 
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Pas 1: Pregunta (Inquiry) permet al dispositiu descobrir quins altres dispositus estan en rang i conèixer les 
seves adreces i temps de rellotge. 
 El emissor envia paquets inquiry (estat inquiry) i  es prepara per a rebre la resposta. 
 El receptor ha d'estar en l'estat inquiry scan per rebre paquets del tipus inquiry.  
 El receptor entra en l'estat inquiry response i envia la resposta inquiry l'emissor 
 Un cop completat el procediment de inquiry ja es pot establir la connexió amb el procediment de 
paging. 
Pas 2:  Amb el procediment de connexió (Paging) es pot establir la connexió. Només cal conèixer l'adreça 
d'un dispositiu (tot i que si es coneix el rellotge es pot accelerar el procés) per a connectar-s'hi. El dispositiu 
que estableix la connexió serà el mestre. 
 L'emissor envia el codi d'accés a un altre dispositiu (destinació). Estat page. 
 El destinatari rep la page (petició de connexió). Estat page scan. 
 El destinatari envia resposta al emissor Estat slave response. 
 L'emissor envia un paquet FHS (Sincronització de la Freqüència de Salt). Estat  master response. 
 El receptor envia una segona resposta.  
 S'estableix la connexió i el receptor adopta els paràmetres del canal del mestre.  
 L'estat de connexió (Connection) comença amb una enquesta del mestre a l'esclau per assegurar-se 
de que ha canviat els paràmetres del canal (rellotge i salts de freqüència). L'esclau respon amb un 
paquet qualsevol. 
Per una millor comprensió de l'establiment de connexió veure l'Annex 3: Establiment de Connexió 
Bluetooth.  
Un cop establerta la connexió (estat Connection) hi ha quatre possibles modes: Actiu (Active), Escolta 
(Sniff), Espera (Hold) i Aparcat (Park). Els tres últims tenen com a propòsit estalviar energia (on Sniff és el 
que més energia gasta i Park el que menys). 
1. Actiu: El dispositiu participa activament en el canal. Suporta transmissions regulars de paquets per 
a mantindre els esclaus sincronitzats. 
2. Escolta: Els dispositius sincronitzats en una piconet poden entrar en aquest mode on el esclau es 
limita a escoltar (amb menys freqüència que en el mode Actiu). 
3. Espera: El mestre de la piconet pot ordenar a un esclau a entrar en mode Espera (un esclau també 
demana permís al mestre per entrar en aquest mode). Un esclau en Espera simplement es regeix 
per el rellotge intern esperant poder tornar a un altre estat. 
4. Aparcat: Els dispositius aparcats no participen en el trafic. Tot i així ocasionalment es 
rescincronitzen amb el mestre i esperen missatges broadcast (és a dir, per difusió a tots els nodes 
de la piconet). 
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 Banda Base – Correcció d'errors: 
Degut a la naturalesa del Bluetooth (opera en un medi envoltat de soroll i interferències) és molt necessari 
tenir un sistema que faci possible una comunicació sense errors. Amb aquest fi s'han definit tres mètodes 
per tal de reconèixer els paquets incorrectes. 
La correcció d'errors es realitza de tres formes: 
1. CRC: Utilitzat en el payload. 
2. 1/3 FEC (Forward Error Correction): Cada bit es repetit tres vegades. 
3. 2/3 FEC: Codifica un codi de 10bits en 15bits (mitjançant un generador polinomial). 
 Protocol d'administració d'enllaç – LMP (Link Managment Protocol): 
El protocol d'administració d'enllaç s'utilitza per a controlar i negociar tots els aspectes de la connexió 
Bluetooth entre dos dispositius. Això inclou la inicialització i control dels enllaços tant lògics com físics. El 
LMP per tant, comunica els Link Managers (Administradors d'Enllaç) dels dos dispositius que estan 
connectats per el transport lògic ACL. 
A més LMP s'utilitza per: Canvis de rol (mestre/esclau), autenticació, aparellament, encriptació, canvi de 
classe (de potència) i negociació de la qualitat de servei. 
 Interfície de control del Host – HCI (Host controller interface). 
El HCI proporciona una interfície de comandes per al controlador de Banda Base i accés l'estat del hardware 
i registres de control.  
Figura 6-3: Esquema de la HCI, separada entre el Host Bluetooth i Hardware Bluetooth 
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La HCI degut a la seva naturalesa està repartida entre tres seccions: el Host, la capa de transport i el 
controlador del host (el firmware del mòdul Bluetooth pròpiament dit). 
El firmware del HCI està ubicat al hardware del Bluetooth. Implementa les comandes HCI per mitjà de 
l'accés a les comandes de la Banda Base, les comandes del Link Manager, registres d'estat, registres de 
control i registres d'event. 
El controlador HCI està ubicat en el Host (que conté el software). Aquest Host rebrà notificacions 
asíncrones de diversos events HCI, utilitzats quan hi ha algun canvi. Al rebre un event s'examinarà el paquet 
per a conèixer exactament què ha passat. 
Tant el controlador com el firmware HCI es comuniquen per mitjà de la capa de transport HCI (serien totes 
les capes existents entre el controlador HCI en el Host i el firmware HCI en el hardware Bluetooth). Es 
poden utilitzar varies capes, tres de les quals han estat definides inicialment en el estàndard: USB, UART i 
RS232. Les notificacions que rebrà el controlador HCI són independents de la capa utilitzada. 
 Enllaç de control lògic i protocol d'adaptació – L2CAP (Logical Link 
Control and Adaptation Protocol). 
L2CAP suporta la multiplexació de protocols d'alt nivell, segmentació de paquets, muntatge d'aquests i 
transport de la informació de qualitat de servei. 
Permet als protocols de més alt nivell enviar i rebre paquets de dades de fins a 64kbytes de longitud 
(anomenats Service Data Units). A més permet dur a terme per a cada canal un control de  flux i 
retransmissió. 
La capa L2CAP proporciona canals lògics mapejats en els enllaços lògics L2CAP suportats per el transport 
asíncron (ACL). 
Requeriments funcionals: 
 Multiplexació de protocols: Realitza una diferenciació entre els protocols de nivell superior com 
SDP, RFCOMM i altres. 
 Segmentació de paquets grans de capes superiors en paquets més petits adequats per la Banda 
Base. 
 Permet intercanviar informació de qualitat de servei durant el establiment de connexió. 
 Permet el mapeig efectiu de grups de protocols dins d'una piconet. 
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 Altres protocols de comunicació Bluetooh. 
Degut a que Bluetooth suporta multitud de protocols (muntats sobre L2CAP) s'ha considerat necessari 
comentar-ne els dos més importants i utilitzats en el marc del projecte. 
RFCOMM: El protocol RFCOMM emula la comunicació sèrie RS232 sobre L2CAP. 
SDP (Service Discovery Protocol): Utilitzat per a cercar serveis en un dispositiu remot. 
 Perfils de comunicació: 
Es van desenvolupar per a poder implementar 
correctament els models d'usuari (és a dir, poder 
adaptar-se als múltiples usos de la comunicació 
Bluetooth). Aquests models d'usuari descriuen un 
nombre de escenaris on el Bluetooth realitza la 
radiotransmissió. 
 
Així doncs es podrien descriure els perfils com uns 
paràmetres que afecten verticalment a la pila de 
protocols Bluetooth definint opcions a cada capa. Amb 
tot això s'eviten problemes d'incompatibilitat. 
 
 
En el marc del projecte resulta molt interessant el SPP (Serial Port Profile o Perfil de Port Serie). 
En aquesta figura (6-3) es pot veure com una aplicació es comunica només amb un perfil determinat de 
manera que la radiotransmissió resulta totalment transparent en aquesta comunicació. 
També es pot veure amb una altra perspectiva tota la pila (stack) del Bluetooth. De forma que la BT stack 
forma part del Host i el HCI del hardware Bluetooth.   
No confondre el model superior amb el model OSI, en cas una comparació vertical entre models la pila 
Bluetooth cobreix la capa física (HCI) i la de enllaç (BT stack).  
Figura 6-4: Pila de protocols Bluetooth. 
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6.2  Controller Area Network: 
El bus CAN (Controller Area Network) va ser definit a finals dels anys 80 per Bosch inicialment pensant en 
l'automoció. Des de aquell moment el protocol ha anat guanyant popularitat en entorns industrials i com 
no, en el món de l'automoció. 
Les seves característiques són les següents: 
 Fa servir un cable de parell creuat. 
 És un bus compartit multi-mestre (tots els dispositius són considerats iguals). 
 La seva màxima velocitat és de 1Mbps. 
 La longitud típica son 40 metres (per a poder mantenir el 1Mbps). 
 Té un sistema anti errors que dota al bus de molta fiabilitat. 
 El màxim flux de dades que pot transportar és de 40KBytes/seg 
 La màxima latencia per a un missatge de alta prioritat serà <120μseg a 1Mbps. 
Als dispositius de la xarxa CAN se'ls anomena Nodes. En el bus CAN els Nodes no disposen d'adreça, són els 
propis missatges els que que disposen d'un identificador que determina el seu significat i prioritat. Degut a 
això no hi ha limit teòric de Nodes en una xarxa CAN (tot i que a la pràctica el límit sol rondar els 64 Nodes). 
Hi ha dos tipus d'especificacions en ús: 
1. 2.0A: Coneguda com a Basic (o Standard) CAN amb 11bits de identificador de missatge i amb una 
velocitat especificada originalment (ISO11519) a 250Kbps. 
2. 2.0B: Coneguda com a Full (o Extended Frame) CAN amb 29bits de identificador de missatge i amb 
una velocitat de fins a 1Mbps. 
A més hi han hagut varies revisions (ISO99-1, ISO99-2 i ISO99-3) que han corregit alguns problemes de 
especificació. Ens centrarem en la 2.0B degut al marc del projecte. 
La intenció de aquesta especificació és aconseguir compatibilitzar dues implementacions CAN qualsevol. 
Per a poder aconseguir la transparència de disseny i flexibilitat d'implementació necessàries el CAN està 
subdividit entre dues capes del model de referència OSI (Interconnexió de sistemes oberts): 
1. La capa d'enllaç de dades: Control d'enllaç lògic (LLC) + accés al medi (MAC). 
2. La capa física. 
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 Arquitectura de capes CAN amb referència al model OSI: 
Capa física:  
Defineix com es transmeten els senyals elèctrics per a formar els 0s i 1s per tant és la capa encarregada de 
el temps de bit (Bit Timing), la codificació de bit (Bit Encoding) i la sincronització. En aquesta especificació 
(CAN 2.0B) el controlador de la capa física no estan definides permetent així que el medi de la transmissió i 
el nivell de la senyal siguin implementats en funció de l'aplicació final. 
Capa d'enllaç de dades: 
La subcapa MAC (Control d'accés al medi o Medium Acces Control) representa el nucli del protocol CAN. És 
la subcapa responsable de construir les trames de dades que s'enviaran finalment per el bus. Per tant és 
l'encarregada del encapsulament dels missatges (Message Framing), arbitratge de l'accés al medi 
(Arbitration), reconeixement de dades (Acknowledgment), detecció d'errors i assenyalament (Signalling). 
Figura 6-5: Comparació del model OSI amb la pila de protocols CAN. 
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La subcapa LLC (Control d'enllaç lògic o Logic Link Control) està relacionada amb el filtre de missatges 
(Message Filtering), notificació de sobrecàrrega (Overload Notification) i la recuperació de dades (Recovery 
Management). 
 Capa física - General: 
És la capa de més baix nivell del CAN, s'encarrega d'enviar els 0s i 1s que li arriben de les capes superiors 
per el medi al que està connectat el dispositiu CAN. 
Està definida en varies especificacions tals com la ISO99-1 que defineix la senyalització física per a qualsevol 
aplicació CAN, la ISO99-2 que especifica la unitat d'accés d'alta velocitat (1Mbps) per automòbils i altres 
estàndards que especifiquen la unitat d'accés al medi per a aplicacions més específiques. 
El protocol CAN es basa en la diferència de voltatge en el medi per tal de transmetre dades. Es reconeixen 
dos nivells: alt i baix. A continuació es pot veure com es senyalitzen els 0s i 1s. 
 
Alt i Baix: Són els valors que defineixen els llindars que separa un 1 de un 0. 
De forma que un 1 serà Alt i 0 serà Baix.  
 
Dominant/Recessiu:  S'anomena recessiu 
a l'estat "per defecte" del medi, de forma 
anàloga s'anomena dominant a l'estat que 
"te prioritat" en el medi.  
 
En aquest cas el 0 (Baix) és el valor dominant del medi.  
Figura 6-6: La capa física en comparació al model OSI (esquerra) i la seva implementació habitual (dreta) 
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 Capa física – Senyalització física: 
Codificació de bits NRZ: 
Per a representar físicament els bits d'una trama, el protocol CAN es basa en una codificació NRZ (No 
Return to Zero) que generalment manté el bus en un nivell constant (cosa que ajuda a protegir el bus 
contra interferències).  
 
Per evitar la de-sincronització de dispositius (degut a que la temporització es pot perdre si el nivell del bus 
és constant) s'utilitzarà el mètode de farciment de bits. Això implica la inserció d'un bit del nivell 
complementari per cada nombre de bits iguals seguits. En el cas del CAN serà cada 5 bits del mateix nivell. 
Hi ha però certs segments de trama (delimitador CRC, camp ACK i EOF) que tenen la forma fixada en el 
nivell recessiu i per tant són transmesos sense farciment de bits igual que les trames d'error i sobrecàrrega.  
Temporització/Sincronització del bit: 
El CAN, al ser un protocol síncron, necessita un mètode de sincronització de bit. Degut a que cada node 
disposa del seu rellotge intern (habitualment amb una freqüència diferent del reste de nodes) com a 
referència i no s'envia cap mena de senyalització de rellotge és necessari poder realitzar una sincronització 
continua durant tota la lectura del bus. 
L'especificació CAN contempla les següents definicions: 
 Nominal bit rate (Freqüència nominal de bit):  
És el nombre de bits transmesos per segon en el cas d'una transmissió ideal (sense necessitats de 
re-sincronització). 
 Nominal bit time (Temps nominal de bit):  
Nominal bit time = 1/Nominal bit rate  
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El temps nominal de bit es divideix en varies parts: 
TIME QUANTUM (Quantum de temps): 
El time quantum es una unitat de temps fixa deriva del període del oscil·lador. S'implementa en forma de 
prescaler programable amb el rang fixat entre 1 i 32.  
TIME QUANTUM=m * Mínim TIME QUANTUM (o m és el valor del prescaler) 
El #TQ per temps nominal de bit ha de ser programable entre 8 i 25.  
SYNC SEG: Longitud de 1 TQ. 
Aquesta part del bit és la utilitzada per a sincronitzar varis nodes en el bus. S'espera un flanc del 
senyal durant aquest segment. 
PROP SEG: Longitud entre 1 i 8 TQ (en el exemple anterior són 3TQ). 
Aquesta part s'encarrega de compensar per els temps físics de latència en el bus. És el doble de la 
suma del temps de propagació de la senyal en el bus, la latència d'entrada al comparador i la 
latència de sortida del controlador. 
PHASE SEG1, PHASE SEG2: Longitud entre 1 i 8 TQ (en l'exemple anterior són de 4TQ). 
Són les parts encarregades de compensar els errors de fase del flanc. Es poden allargar o truncar 
mitjançant la re-sincronització. 
Punt de mostreig: 
És el punt temporal en el que el nivell del bus serà llegit i interpretat com el valor del bit que 
representa. Es col·loca al final de PHASE_SEG1 
Temps de procés de la informació (no situat en el exemple): Longitud menor o igual que 2 TQ. 
És el segment de temps que comença en el punt de mostreig reservat per a calcular el subseqüent 
nivell de bit. 
Figura 6-7: Divisió del temps nominal de bit. 
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Tots aquests paràmetres han de ser programats per a cada node CAN en funció de la velocitat del bus i del 
oscil·lador del node. 
El error de temporització s'anomena error de fase (e) de flanc i ve donat per la posició del flanc relativa al 
segment de sincronització, mesurat en time quanta (plural de time quantum). El signe d'error ve donat per: 
 e = 0 si el flanc es dona dins del SYNC_SEG. 
 e > 0 si el flanc es dona abans del punt de mostreig. 
 e < 0 si el flanc es dona després del punt de mostreig del bit anterior. 
També es defineix  el salt de resincronització  (Resynchronization Jump Width) com la mesura màxima 
amb la que es poden retallar els PHASE_SEG1 i 2 en cas de re-sincronització (veure més endavant). RJW 
serà un valor fix programat segons la fórmula: 
RJW = un valor entre 1 i el min(4, PHASE_SEG1) 
A més cal tenir amb compte que el temps màxim que hi pot haver entre dos re-sincronitzacions és de 29 
bits (i no 5), això és degut a la naturalesa de la pròpia comunicació on es dona el cas de la successió de un 
espai inter-trama, un flag de final de trama i els 5 bits recessius permesos per el protocol NRZ + farciment 
de bit (per més detall veure la subcapa MAC). 
Es defineixen dos tipus de sincronització: 
Tipus 1: Hard Synchronization: 
Es duu a terme quan el bus canvia de recessiu a dominant si estava desocupat (això ocurrirà generalment al 
principi de una trama). Després d'una hard synchronization el temps de bit intern es reinicia amb un 
SYNC_SEG.  
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Tipus 2: Resincronització (o Soft Synchronization): 
Es duu a terme durant la transferència d'una trama (quant el bus no està en repòs -idle-). És el mateix que 
la Hard Synchronization quan la magnitud de l'error de fase (e) del flanc que causa la re-sincronització és 
menor o igual que el valor del salt de re-sincronització (Resynchronization Jump Width). Si en canvi e > 
RJW 
 i e > 0 llavors PHASE_SEG1 és allargat RJW * TQ. 
 i e < 0 llavors PHASE_SEG2 és retallat RJW * TQ. 
 
Normes de sincronització: 
Tant la Hard Synchronization com la Soft Synchronization segueixen les següents normes: 
 Només es permet una sincronització (sigui del tipus que sigui) per bit. 
 Un flanc es farà servir per a sincronitzar només si el valor detectat al punt de mostreig anterior 
difereix del valor llegit immediatament després del flanc. 
 La Hard Synchronization es duu a terme quan hi ha un flanc de recessiu a dominant mentre el bus 
està desocupat. 
 Tots els altres flancs de recessiu a dominant que compleixin les regles 1 i 2 seran utilitzats per a Soft 
Synchronization (o re-sincronització). L'excepció serà que un node transmetent dominant no durà a 
terme una re-sincronització com a resultat d'un flanc recessiu a dominant  amb fase positiva. 
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 Capa física – Mitjà físic d'acoblament al medi (Physical Medium 
Attachment) i Interfície dependent del medi (Medium Dependent 
Interface): 
  
El PMA i el MDI són dos parts del nivell físic no definides en l'especificació del CAN (a diferència de la 
senyalització física).   
 
Tanmateix, l'estàndard ISO-11898 
(comunicació CAN d'alta velocitat per a 
vehicles de carretera) sí que especifica tant el 
PMA com el MDI per tal de que tots els 
dispositius CAN siguin compatibles.  
 
Generalment són els transceptors els que 
s'encarreguen d'implementar aquesta part.  
 
Primer de tot és necessari veure en detall els nivells del bus: 
CAN especifica dos estats lògics: recessiu i dominant. Així doncs ISO-11898 defineix el voltatge diferencial 
per a representar els valors dominants i recessius. 
 En estat recessiu ('1' lògic en el TXD del transceptor) la diferència de voltatge entre CANH i CANL és 
menor que el mínim threshold (<0.5V input del receptor o bé <1.5V en el output del transmissor). 
 En estat dominant ('0' lògic en el RXD del transceptor) la diferència de voltatge entre CANL i CANH 
és major que el mínim threshold. Un bit dominant sempre sobreescriu el valor recessiu del bus. 
 
Figura 6-8: Diagrama de blocs simplificat per a un transceptor CAN. 
Figura 6-9: Exemple de la diferència de potencial. 
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Cables i connectors: 
El ISO-11898-2 no especifica quins han de ser els connectors ni els cables mecànics. Tanmateix, 
l'especificació requereix que tant els connectors com els cables s'adaptin a l'especificació elèctrica. 
L'especificació també requereix una resistència nominal de 120 ohms a cada punta del bus. 
  
Figura 6-10: Exemple de xarxa CAN. 
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 Capa d'enllaç – Subcapa MAC: 
Control d'accés al medi: 
L'arbitratge del bus en el protocol CAN és del tipus CSMA/CD (Carrier Sense Multiple Access with Collision 
Detection).  
Per parts: 
 CS (Carrier Sense): Cada node de la xarxa ha d'escoltar el bus durant un període d'inactivitat abans 
d'intentar enviar algun missatge. 
 MA (Multiple Access): A més, cada node del bus té les mateixes oportunitats a l'hora  d'enviar un 
missatge. 
 CD (Collision Detection): Si dos nodes de la xarxa comencen a transmetre al mateix temps seran 
conscients de que hi ha una col·lisió i realitzaran l'acció apropiada. En el cas del CAN s'utilitza un 
arbitratge no destructiu a nivell de bit. Això implica que els missatges segueixen intactes desprès de 
detectar col·lisió (procés explicat més endavant). Tot aquest sistema permet que no es corrompi ni 
es retardi el missatge de més prioritat. 
En el cas de que diversos nodes comencin simultàniament una transmissió, el protocol CAN dicta que el 
conflicte s'ha de resoldre mitjançant un procés d'arbitratge no destructiu basat en l'enviament del camp 
d'arbitratge de la trama CAN. El tamany del camp d'arbitratge variarà entre una trama amb ID extensa (de 
29 bits) i una amb ID estàndard (11 bits). 
 
Figura 6-2: Exemple del camp d'arbitratge d'una trama CAN. 
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El arbitratge no destructiu és permès degut a la possibilitat de dos nivells físics en el bus (dominant i 
recessiu). Això implica que per aconseguir un '1' en el bus tots els nodes han de transmetre un '1' mentre 
que si només un node transmet un '0', canviarà a '0' el nivell del bus.  
Així doncs el bus estarà en nivell recessiu '1' mentre estigui inactiu. El node que vulgui transmetre comença 
amb un SOF (inici de trama) que és un bit dominant. A partir d'aquest moment comença la fase d'arbitratge 
on cada node monitoritza el nivell del bus i compara aquest amb la seva pròpia transmissió. 
Figura 6-4: Diagrama explicatiu sobre l'arbitratge. 
Figura 6-3: Exemple del accés simultani al bus. 
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Encapsulament de la informació: 
La subcapa MAC és l'encarregada de transformar la informació binaria en els paquets de bits (anomenats 
trames) que s'enviaran per el bus. Aquestes trames són juntament amb l'arbitratge del bus, el nucli del 
protocol CAN. 
Primer de tot es distingeix entre dos formats de trama: 
 Trama estàndard: Amb un identificador de 11 bits. 
 Trama extesa: Amb un identificador de 29 bits. 
A més, estan especificats quatre tipus de trames: 
1. Trama de dades (DATA FRAME): Un node CAN utilitza una trama de dades quan necessita 
transmetre dades o bé quan es enquestat per un altre node. Dins d'una trama de dades s'hi pot 
transportar fins a 8bytes de dades. 
2. Trama remota (REMOTE FRAME): Un node CAN pot demanar dades a un altre node enviant una 
trama remota amb la mateixa ID que la trama de dades que necessita. El node que tingui les dades 
a enviar respondrà amb un DATA FRAME. 
3. Trama d'error (ERROR FRAME): La trama d'error serà enviada per qualsevol node que detecti un 
error en el bus. Els bits dominants de la trama d'error sobreescriuen la trama corrupta causant-ne 
així la retransmissió. 
4. Trama de sobrecàrrega (OVERLOAD FRAME): Aquesta trama s'utilitza per a retardar l'enviament 
d'informació al bus. És molt similar a una trama d'error però amb certes particularitats (com ara 
que no incrementa el comptador d'errors). 
També hi ha un cinquè tipus de trama que s'encarrega de separar les trames de dades de les remotes: 
5. Espai intertrama (INTERFRAME SPACE): Consisteix en un camp de tres bits recessius que fa de 
separació entre trames remotes i també entre trames de dades. 
 
D'acord amb l'especificació ISO-99-1 els tipus de trames són compatibles entre formats (estàndard i 
extens). 
Totes les trames estan formades per varis camps, alguns d'ells comuns entre els tipus de trama i altres 
d'exclusius per a un determinat tipus. A continuació es detallarà cada tipus de trama i els seus camps. 
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DATA FRAME (trama de dades): 
 
SOF (Start of Frame): Bit dominant que marca el inici de trama. 
Arbitration (Camp d'arbitratge): Utilitzat per a l'identificació de la trama (i la seva prioritat), durant el 
procés d'arbitratge és el camp que decideix qui té accés al bus en cas de col·lisió (veure el apartat 
d'arbitratge del bus, dins de la subcapa MAC). 
Control:  
El camp de control consisteix en 6 bits. El contingut dels bits reservats depèn del format: 
 Format estàndard: Inclou bit IDE transmès com a dominant i el bit reservat r0. 
 Format estes: Té els bits reservats r1 i r0, s'han de transmetre com a dominants (tot i que es poden 
llegir com a recessius). 
Data: És el camp on s'inclouen les dades de la trama. Hi poden haver fins a 8bytes de dades. 
CRC (Control de Redundància Cíclica):  
Es tracta d'una seqüència de 15 bits seguits d'un bit recessiu (el delimitador). El codi CRC s'obté a partir del 
SOF, camp d'arbitratge, camp de control i camp de dades. Per al càlcul utilitza el codi BCH (molt eficient per 
a paquets de menys de 128 bits). 
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ACK (reconeixement): 
El camp ACK té dos bits que són el ACK Slot i el ACK Delimiter. Els dos bits es 
transmeten recessius.  
 
Si el receptor de la trama la ha rebut correctament enviarà un bit dominant durant el ACK Slot. Tots els 
altres nodes que hagin confirmat el CRC també sobreescriuran el ACK Slot amb un bit dominant.  
1. El ACK Delimiter és un bit recessiu, d'aquesta manera el ACK Slot (dominant) queda envoltat per 
bits recessius (el Delimitador del CRC també és recessiu). 
2. EOF (End of Frame): El camp de fi de trama es tracta de 7 bits recessius (juntament amb l'últim bit 
del camp ACK són 8 bits recessius seguits) que permeten el enviament d'una trama d'error per part 
dels altres nodes en cas d'alguna anomalia. Són necessaris 6 bits degut a que si un node interpreta 
el primer bit del ACK com a un SOF (en cas d'estar totalment de-sincronitzat) trigaria 6 bits a 
adonar-se de que hi ha un error de farciment (veure la part de senyalització física). El setè bit és 
necessari per si hi ha un error en l'últim bit del EOF (que també ha de poder ser assenyalat). 
REMOTE FRAME (trama remota): 
La trama remota té el mateix format que una trama de dades (excepte en el camp d'arbitratge, on el seu bit 
RTR és recessiu, degut a que es considera que té menys prioritat que una de dades). Òbviament no té cap 
camp de dades, ja que és precisament el que demana. 
Aquesta trama s'enviarà en cas de que un node A necessiti dades referents a la etiqueta ID_X. Un cop 
llegida per el node B, si aquest té dades sobre l'etiqueta ID_X, realitzarà una transmissió d'una trama de 
dades amb aquesta etiqueta i les dades corresponents. El codi de longitud (en el camp de control) de la 
trama remota ha de coincidir amb el de la trama de dades a enviar per el node B. 
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ERROR FRAME (trama d'error): 
Error Flag i Superposició: Hi ha dos tipus d'avis d'error depenent del tipus de node que el envii: 
 Flag actiu: És el flag enviat per un "node actiu", és a dir, un node amb permís de tallar la 
comunicació en cas de que llegeixi un error. Aquest flag es correspon a un seguit de 6 bits 
dominants (que trenquen la regla del farciment de bits) aplicada a tots els demés camps o bé 
destrueix la forma fixa del camp ACK o del EOF (que entre tots dos camps sumen 8 bits passius). 
Degut a això, els altres nodes enviaran també un flag d'error de forma que en el bus es puguin llegir 
fins a 12 bits dominants. 
 Flag passiu: És un flag enviat per un "node passiu", és a dir, un node que degut a la seva tassa 
d'errors no li és permès interrompre la comunicació (degut a que podria fins i tot fer-la inviable). El 
flag són 6 bits recessius (que en cas d'equivocació del node no destruirien la trama del bus). El node 
espera la lectura de 6 bits amb el mateix nivell (o bé els seus 6 bits recessius o bé un flag actiu).  
Delimitador d'error: Després de l'enviament de el flag d'error el node envia un bit recessiu i espera a que el 
nivell del bus sigui recessiu (això es dona quan tots els nodes ja han enviat el bit recessiu). A continuació 
envia els 7 bits recessius restants. 
OVERLOAD FRAME (trama de sobrecàrrega): 
Aquesta trama s'envia per a retardar la transmissió d'altres trames o bé per informar de certes condicions 
d'error.  
Així doncs es donen sota tres condicions: 
1. Condicions internes del node, que requereixen un temps d'espera abans de llegir més trames de 
dades o trames remotes. 
2. Detecció d'un bit dominant com a primer bit d'un espai intertrama (3 bits recessius). 
3. Detecció d'un bit dominant com a 8è bit d'un delimitador d'error o de sobrecàrrega. 
Sota la condició 1 només es pot enviar una trama de sobrecàrrega durant el primer bit d'un espai  
intertrama, mentre que les condicions 2 i 3 es poden donar un bit després de detectar el bit dominant. 
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Un mateix node només està permès d'enviar dues trames de sobrecàrrega seguides. 
1. Overload flag i Superposició: 6 bits dominants. Igual que la Error Flag. 
2. Delimitador d'overload: El mateix que el delimitador d'error. 
La idea: El funcionament d'aquestes trames d'overload (un node envia una trama d'overload i el reste la 
segueixen) és el mateix que el de les trames d'error però no compten com a tals (no augmenten cap 
comptador d'error ni res semblant). 
INTERFRAME SPACE (espai intertrama): 
 
Intermission (o interrupció): Consisteix en 3 bits recessius. Durant l'interrupció només està permès enviar 
una trama de sobrecàrrega (ni de dades ni remota). 
Bus desocupat: Aquest període pot ser de duració indefinida. El bus és lliure i està esperant qualsevol 
missatge. Si un node vol enviar un missatge haurà d'esperar just després de l'interrupció (de 3 bits 
recessius). 
Transmissió suspesa: Després de que una estació "passiva" hagi enviat un missatge, aquesta també haurà 
d'enviar 8 bits recessius desprès del camp d'interrupció abans d'enviar qualsevol altre missatge. 
 
 
 
 
 
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 45 de 150 
Detecció i control d'errors: 
En l'especificació del protocol CAN hi figuren 5 tipus d'error (que no són mútuament exclusius): 
1. Error de bit: Un node que està transmetent també monitoritza el bus. Així doncs un node 
interpreta que s'ha produït un error de bit quan llegeix un valor diferent del que escriu. Aquest 
mecanisme no s'aplica ni durant el ACK ni durant el camp d'arbitratge d'una trama remota o de 
dades. Tampoc es té en compte durant l'enviament d'un flag passiu d'error. 
2. Error de farciment (stuff error): Detectat durant el sisè bit consecutiu de mateix nivell en qualsevol 
camp que es codifiqui amb farciment de bit. 
3. Error de CRC: La seqüència CRC és el resultat dels càlculs realitzats per el emissor. Els receptors la 
calculen també de la mateixa manera, d'aquesta forma es detecta un error de CRC quan el resultat 
calculat és diferent del rebut (calculat per el emissor). 
4. Error de forma: Detectat quan un camp de valor fixe d'alguna trama té un valor incorrecte. (NOTA: 
Per a un receptor s'ignora el últim bit del camp EOF, de forma que un bit dominant no desencadena 
cap error de forma). 
5. Error de reconeixement (Ack error): Detectat per un transmissor quan no monitoritza un bit 
dominant durant l'enviament del ACK Slot. 
La senyalització de l'error es realitza per mitjà de l'enviament d'un flag d'error. Per a un node "actiu" es un 
flag actiu d'error, mentre que per un node "passiu" és un flag d'error passiu. Quan es detecta un error de 
bit, de farciment, de forma o de ack, la transmissió de l'error flag comença a la estació respectiva, al 
següent bit. 
Per el cas de CRC el flag d'error comença al bit següent de el delimitador ACK. 
En una xarxa CAN es distingeixen tres tipus d'estats d'error: 
1. Error actiu: Són els nodes "actius" que poden prendre part en la detecció d'errors enviant flags 
actius d'error. Poden aturar la comunicació. 
2. Error passiu: Són els nodes "passius", als que no els està permès aturar la comunicació del bus, de 
forma que només poden enviar flags passius d'error. 
3. Desconectat (bus off): Són aquells nodes que degut a la seva enorme tassa d'errors no els està 
permès tenir cap influència en el bus. 
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Per al confinament de l'error s'han definit dos comptadors per a cada node: 
1. Comptador d'error de transmissió (TEC). 
2. Comptador d'error de recepció (REC).  
Els valors del TEC oscil·len entre 0 i 255 mentre que els de REC ho fan entre 0 i 127. 
Aquests comptadors s'incrementen i decrementen mitjançant 12 regles definides en l'especificació de CAN 
2.0B. 
Amb tots aquests mecanismes es garantitza la consistència de dades ja que si un node les rep malament 
destruirà la trama (amb el flag d'error) i per tant ningú les rebrà. D'aquesta manera o tots els nodes reben 
bé una trama o no la rep ningú. 
En quant a la tassa d'error. Aquesta està calculada en: 4’7·10
-11 
* (freqüència d'error). De forma que per 
exemple si es produeix un error de bit cada 0.7s (amb una velocitat en bus de 500kbps, encès 8h diàries 
365 dies al any) es donaria un error in-detectat cada 1000 anys.  
  
Figura 6-5: Graf que mostra els estats d'error. 
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 Capa d'enllaç – Subcapa LLC: 
El CAN és un protocol basat en etiquetes, és a dir, que un node pot llegir qualsevol missatge però 
segurament només necessiti els que contenen determinades etiquetes. Aquí és on entra el filtrat de 
missatges a enviar a l'aplicació final (normalment el firmware de un microcontrolador) i també la validació 
d'aquests. 
 
Així doncs, la capa LLC (Logical Link Control) s'encarregarà de filtrar i validar missatges rebuts des de les 
capes més baixes (MAC en aquest cas). 
Filtrat de missatges: Es basa en tota la etiqueta (identificador). Hi ha alguns registres de màscara que 
permeten ignorar el filtratge, poden ser utilitzats també per descartar grups de identificadors i demés. En 
cas d'implementar aquests registres la especificació indica que han de ser del tot programables i han de 
cobrir total o parcialment al identificador (etiqueta). 
Validació de missatges: El moment en el qual es valida un missatge és dependent del rol del node per 
aquesta transmissió: 
Transmissor: Un missatge serà vàlid per al transmissor si no hi ha cap error fins al final del camp EOF. Si un 
missatge està corromput serà retransmès automàticament (també depèn de la prioritat d'aquest). 
Receptor: El missatge serà vàlid per a receptors sempre que no hi hagi cap error fins al penúltim bit del 
EOF. El nivell últim bit del EOF és ignorat i no porta a cap error de forma. 
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7. Marc de treball i entorn de proves. 
7.1. [CAN] PICDEM CAN-LIN 2: 
Per a una referència més completa i general veure el manual de la placa de desenvolupament PICDEM CAN-
LIN 2 inclòs en la memòria electrònica. 
En aquest apartat es farà referència a la PICDEM CAN-LIN 2 com a part del projecte i a la solució CAN que 
proposa. Degut a que la placa ofereix moltes possibilitats que no s'aprofiten (com per exemple 
potenciòmetres, comunicació LIN, possibilitat de afegir-hi una pantalla LCD...) no s'aprofundirà en totes 
elles. Així doncs el esquema a tractar de la placa queda simplificat d'aquesta manera: 
Figura 7-1: Esquema simplificat de la PICDEM CAN-LIN 2 
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Els elements principals a utilitzar són: 
 2x PIC18F4680: 
Els nodes de la xarxa CAN. En ells es pot programar tot el firmware necessari per a les proves sobre 
la xarxa CAN, sobre comunicació sèrie i sobre sistemes microcontrolats en general. 
 2x MCP2551:  
Són els transceptors CAN necessaris per a unir els nodes amb el medi físic. 
 1x MAX232: 
És un transceptor UART/RS232 (la idea és la mateixa que hi ha darrere del MCP2551). 
 2x Panell de LEDs: 
Es tracta de 9 leds agrupats connectats a cada node per a servir com a indicadors. 
 4x Botó: 
Són simples polsadors, molt útils per a provocar canvis al sistema (com per exemple enviar una 
trama CAN que ordeni encendre els LEDs). 
 2x Connector DB9: 
Els connectors permeten comunicar el sistema amb el exterior. Principalment s'utilitzarà el RS232 
per a comunicar la placa amb un PC (ja sigui mitjançant el Parani SD200 o un simple cable sèrie). 
També s'utilitzarà el connector CAN per a unir la xarxa CAN de la placa amb una altra d'externa (o 
simplement afegir un node més, com podria ser el CANUSB). 
 PIC18F4680: 
Veure apartat 3.2 [CAN] PIC18F4680. 
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 MCP2551: 
Per a més detall veure: Nivell físic CAN, PMA i MDI. 
El MCP2551 és un dispositiu CAN d'alta velocitat que serveix per a unir el controlador CAN amb el bus físic. 
Proveeix al controlador CAN la capacitat de transmissió i recepció basades en diferencia de potencial. El 
dispositiu és compatible amb  l'estàndard ISO-11898 i permet taxes de fins 1Mbps.  
Figura 7-2: Dibuix del MCP2551 
Figura 7-3: Detall de la connexió de la interfície CAN. 
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 MAX232: 
Es tracta de un transceptor RS232. La idea és la mateixa que amb el cas del transceptor CAN: Poder 
comunicar el microcontrolador a un dispositiu sèrie (com pot ser el ordinador). 
Per a comprendre'n la necessitat primer cal afegir algunes pinzellades sobre comunicació sèrie. 
Norma RS232:  
S'anomena RS-232 a la interfície que designa la norma per el intercanvi sèrie de dades binàries entre un 
DTE (Equip Terminal de Dades) i un DCE (Equip terminal del Circuit de Dades), tot i que també permet 
comunicar dos DTEs entre ells. 
Es va crear a finals dels anys 60 per a poder intercomunicar equips. Permet una distància de fins a 15m i 
una velocitat de uns 20kbps. La norma accepta models de comunicació síncrona o  asíncrona; full dúplex 
(les dades poden circular en dos sentits alhora) o half duplex (s'estableixen "torns" en un sentit i altre de la 
comunicació -però mai dos sentits alhora-). 
Per a la comunicació s'utilitzen diferències de potencial (similar al cas del CAN).  
Característiques elèctriques del senyal: 
 0 lògic entre +3V i +15V 
 1 lògic entre -3V i -15V 
Característiques mecàniques dels connectors: 
S'utilitzen connectors de 25 patilles (DB25) o bé de 9 patilles (DB9). També se'ls anomena DE9 i 
DE25 dins de la categoria D-sub. 
 
Figura 7-4: Dibuix del MAX232. 
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U(S)ART (Universal Synchronous/Asynchronous Reciever-Transmitter): 
Les UART es van dissenyar per a poder gestionar la comunicació sèrie entre PCs i perifèrics. Actualment 
s'inclouen en els microcontroladors i s'utilitza com la interfície amb la que es comuniquen al exterior.  Per 
a poder establir una comunicació sèrie entre el microcontrolador i el exterior és necessari que el UART 
gestioni la comunicació entre el microcontrolador i el dispositiu terminal (PC en aquest casi) que utilitza RS-
232. 
Per a què es necessita doncs el MAX232?: 
El microcontrolador es comunica amb el UART utilitzant els nivells de referència TTL. 
Característiques elèctriques de la senyal: 
 0 lògic entre 0V i 0.8V  
 1 lògic entre 2.2V i 5V 
Així doncs mentre els pins d'entrada i sortida del microcontrolador (PIC18FXX8) es comuniquen entre 0 i 
5V, els del PC ho fan entre -15V i 15V. Aquí és on es necessita algun tipus de circuit integrat que faci 
compatibles tots dos nivells. Així doncs es troba al mercat el MAX232 que soluciona aquest problema sense 
necessitat de muntar cap circuit (només calen el MAX232 i 4 condensadors). 
Figura 7-5: Detall de la connexió de la interfície RS232. 
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7.2. [CAN] PIC18F4680: 
Per a més detalls sobre el microcontrolador és recomanable consultar els datasheets, concretament el del 
PIC18F4680/2680 i el PIC18FXX8 (aquest últim és més general i fa referència sobretot al CAN). 
En aquest apartat es veurà per sobre com es relaciona el PIC18F4680 amb el sistema a tractar 
(concretament les seves possibilitats com a node de una xarxa CAN i tots aquells detalls necessaris per a 
entendre com es pot configurar per adaptar-lo a un sistema concret). 
 Mòdul CAN - Situació: 
Els dispositius PIC18FXX8 implementen CAN 2.0 A i B tal com està definit en la especificació de BOSCH. Per 
a més detall de la especificació es poden consultar els conceptes previs. 
El controlador CAN s'ocupa de totes les funcions necessàries per a enviar i rebre missatges per el bus CAN. 
La configuració del controlador està basada en la programació de registres, a partir del quals es possible 
enviar/llegir dades, controlar els errors i filtrar missatges. 
Figura 7-6: Detall de les parts de un node CAN. 
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 Mòdul CAN - Registres: 
El funcionament del mòdul CAN està basat en registres que en defineixen tots els paràmetres. La llista 
següent és una petita referència per no haver de consultar el datasheet durant la lectura de la memòria. 
Estat i de control: 
 CANCON: Registre de control del mòdul.  
o Canviar el estat del mòdul CAN (per exemple posar-lo en mode de configuració). 
o Avortar transmissions. 
o Mapejar els buffers de enviament/recepció en posicions fixes de memòria (accessibles des 
de tots els bancs). 
 CANSTAT: Registre d’estat. 
o Conèixer el estat del mòdul CAN 
o Codi de la última interrupció detectada (per exemple en cas d'error). 
 COMSTAT: Registre de comunicació.  
o Estat d'error actual del node (“d'error passiu”, “d'error actiu” o bé “desconnectat”). 
Control dels buffers de transmissió (hi han 3 buffers de transmissió, per tant n està entre 0 i 3): 
 TXBnCON: Control. 
o Estat de la trama (arbitratge perdut, error detectat, en espera a poder ser enviada...) 
o Prioritat del missatge. 
 TXBnSIDH: Bits alts de la ID estàndard. 
 TXBnSIDL: Bits baixos de la ID estàndard. 
 TXBnEIDH: Bits alts de la ID extensa. 
 TXBnEIDL: Bits baixos de la ID extensa. 
 TXBnDm: Byte m del camp de dades. 
 TXBnDLC: Codi de longitud de dades. 
 TXERRCNT: Comptador d'error de transmissió. 
Control dels buffers de recepció: 
 RXB0CON: Control del buffer de recepció 0. 
o Control dels filtres de validesa (per exemple es poden acceptar trames amb error). 
o Selecció de filtres d'acceptació. 
o Control de la possibilitat de sobreeiximent. 
 RXB1CON: Control del buffer de recepció 1 (accepta altres filtres diferents). 
o Control dels filtres de validesa (per exemple es poden acceptar trames amb error). 
o Selecció de filtres d'acceptació. 
 RXBnSIDH: Bits alts de la ID estàndard. 
 RXBnSIDL: Bits baixos de la ID estàndard. 
 RXBnEIDH: Bits alts de la ID extensa. 
 RXBnEIDL: Bits baixos de la ID extensa. 
 RXBnDm: Byte m del camp de dades. 
 RXBnDLC: Codi de longitud de dades. 
 RXERRCNT: Comptador d'error de recepció. 
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Filtres i màscares de recepció: 
 RXFnSIDH: Filtre d'acceptació per els bits alts de la ID estàndard. 
 RXFnSIDL: Filtre d'acceptació per els bits baixos de la ID estàndard. 
 RXFnEIDH: Filtre d'acceptació per els bits alts de la ID extensa. 
 RXFnEIDL: Filtre d'acceptació per els bits baixos de la ID extensa. 
 RXMnSIDH: Màscara d'acceptació per els bits alts de la ID estàndard. 
 RXMnSIDL: Màscara d'acceptació per els bits baixos de la ID estàndard. 
 RXMnEIDH: Màscara d'acceptació per els bits alts de la ID extensa. 
 RXMnEIDL: Màscara d'acceptació per els bits baixos de la ID extensa. 
Configuració de la taxa de bauds: 
 BRGCON1: Control de la taxa de bauds 1. 
o Selecció del prescaler. 
o Selecció del temps de salt de re-sincronització. 
 BRGCON2: Control de la taxa de bauds 2. 
o Selecció del temps de segment de fase 1. 
o Selecció del temps de propagació. 
 BRGCON3: Control de la taxa de bauds 3. 
o Selecció del temps de segment de fase 2. 
Control de la E/S del mòdul CAN: 
 CIOCON: Control físic de la sortida del mòdul CAN. 
o Configuració dels voltatges de referència. 
o Configuració de la captura de missatges (pin RC2/CCP1). 
Interrupció: 
 PIR3: Peticions d'interrupció de perifèrics 3. 
 PIE3: Permisos d'interrupció de perifèrics 3. 
 IPR3: Prioritats de les interrupcions de perifèrics 3. 
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 Módul CAN – Modes d'operació: 
Els dispositius PIC18FXX8 presenten 6 modes d'operació (que es poden canviar mitjançant el registre 
CANCON): 
1. Configuration mode: 
El mòdul CAN s'ha d'inicialitzar abans de ser connectat a la xarxa. La inicialització es duu a terme en aquest 
mode. El mòdul evitarà violar el protocol CAN mentre es programen els errors (també n'esborrarà els 
comptadors).  
Els registres de configuració i control només es podran modificar en aquest mode. Durant el procés de 
configuració no es pot transmetre cap missatge (mentre el node està transmetent no pot entrar en aquest 
mode). 
2. Disable mode: 
En aquest mode el mòdul CAN quedarà deshabilitat. Tan sols podrà rebre interrupcions del tipus WAKEIF 
(estan dedicades a fer un wake-up del sistema). El node manté tots els comptadors d'error durant aquest 
estat. 
3. Normal mode: 
És el mode estàndard d'operació per als dispositius PIC18FXX8. En aquest mode el node prendrà part activa 
en la comunicació CAN. 
4. Listen only mode: 
Aquest mode s'utilitza per a monitoritzar la xarxa. El node no enviarà cap trama ni missatge de cap tipus 
(ACK, flags d'error...).  
S'utilitza també per a auto-detectar la taxa de bauds a la que funciona la xarxa (per això necessita com a 
mínim que hi hagi dos nodes comunicant-se). 
5. Loopback mode: 
En aquest mode el dispositiu només podrà comunicar-se amb ell mateix (enviant els buffers de transmissió 
als de recepció). El node no enviarà cap trama ni missatge (igual que en el Listen only mode). 
6. Error recognition mode: 
Aquest mode es pot activar per mitjà del registres RXB0CON i RXB1CON. En aquest mode d'operació el 
node acceptarà tots els missatges (vàlids o no). 
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 Mòdul CAN – Transmisió de dades: 
Bits importants: 
TXREQ (Registres TXBnCON<3>): Indica que hi ha una transmissió pendent en el buffer n. 
EXIDE (Registres TXBnSIDL<3>): Indica que la ID transmesa serà extensa. 
TXP (Registres TXBnCON<0,1>): Indiquen la prioritat del missatge (de 0 a 3).  
TXABT (Registres TXBnCON<6>): Indica que la transmissió ha estat avortada. 
TXLARB (Registres TXBnCON<5>): Indica pèrdua del accés al medi durant l'arbitratge.  
TXERR (Registres TXBnCON<4>): Indica error durant la transmissió. 
TXBnIF (Registre PIR3<4:2>): Indiquen si algun buffer de transmissió n ha acabat de transmetre. 
IRXIF (Registre PIR3<7>): Indica error en la transmissió actual. 
ABAT (Registres TXBnCON<4>): Indica petició d'avort per a totes les trames a enviar del buffer n. 
Preparació dels buffers: 
El PIC18FXX8 implementa 3 buffers de transmissió de 14 bytes cada un. El controlador (el firmware del 
dispositiu) només hi pot escriure si el bit TXREQ està buid, indicant que no hi ha cap transmissió pendent. 
Com a mínim s'han de preparar els registres TXBnSIDH, TXBnSIDL i TXBnDLC. En cas de haver-hi dades per 
enviat també es necessitaran els registres TXBnDm. Si el missatge té ID extensa també són necessaris els 
registres TXBnEIDH i TXBnEIDL (amb el bit EXIDE activat). 
També seran necessaris els bits de prioritat TXP. 
Inicialització de la transmissió: 
Per inicialitzar la transmissió es necessari activar el bit TXREQ (per a cada buffer). Al activar-se aquest bit es 
desactiven els bits TXABT, TXLARB i TXERR. 
La transmissió començarà quan el dispositiu detecti que el bus està disponible. Un cop completa s'activarà 
el bit d'interrupció corresponent al buffer. 
En cas de que la transmissió resulti errònia s'activaran els bits TXERR i IRXIF resultat en una interrupció 
d'error. En cas de no pèrdua d'arbitratge s'activarà el bit TXLARB. 
Avortament de la transmissió: 
El controlador pot forçar el avort de la transmissió de una trama mitjançant el bit ABAT i posant a 0 el bit 
TXREQ. D'aquesta manera la trama serà avortada per el controlador. 
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En el diagrama de flux següent es mostren tots els passos de una transmissió CAN (un cop ja inicialitzada): 
Figura 7-7: Diagrama de flux d'una transmissió CAN. 
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 Mòdul CAN – Recepció de dades: 
Bits importants: 
RXBnIF (Registre PIR3<1:0>): Indiquen interrupció per recepció en el buffer n. 
RXBnIE (Registre PIE3<1:0>): Indiquen si les interrupcions per recepció estan actives. 
RXM (Registres RXBnCON<6:5>): Indiquen un filtre d'acceptació per a la recepció de missatges. 
CANCAP (Registre CIOCAN<4>): Indica la el ús del CCP1 per a generar marques de temps. 
Preparació dels buffers: 
El PIC18FXX8 inclou dos buffers de recepció complerts (amb les seves màscares i filtres), a més, també 
inclou un tercer buffer anomenat MAB (Message Assembly Buffer) utilitzat per a la reconstrucció de 
missatges (conforme es van rebent). El controlador pot accedir a un buffer mentre els altres encara esperen 
rebre missatges. 
Quan el MAB ha acabat de reconstruir un missatge, aquest és transferit al RXB0 o al RXB1, llavors s'activa el 
bit RXBnIF (un cop desactivat el buffer tornarà a estar lliure per a la recepció). 
A la recepció d'un missatge es generarà una interrupció si el bit RXBnIE està activat. 
Prioritat de recepció: 
RXB0 és el buffer amb més prioritat i té dos filtres d'acceptació associats. Per altra banda el RXB1 és el 
buffer de menys prioritat, que té quatre filtres d'acceptació associats. A més, per mitjà del registre 
RXB0CON, si RXB0 conte un missatge vàlid i s'en rep un altre, aquest últim missatge anirà al RXB1. 
Un cop rebut el missatge els bits RXBnCON<3:0> n'indicaran el filtre d'acceptació aplicat (a més, també 
indicaran si es tracta de una trama remota). 
Amb els bits RXM es pot configurar la política d'acceptació que més convingui al sistema degut a que 
permet discriminar missatges segons els següents criteris: identificador estàndard, identificador extens o 
missatge vàlid (això també permet no aplicar cap filtre i rebre tots els missatges del bus amb o sense 
errors). 
Marca de temps: 
El mòdul CAN pot ser programat per a generar una marca de temps a la recepció d'un missatge. En cas 
d'activar el bit CANCAP s'utilitzarà el CCP1 que capturarà el valor del Timer1 o del Timer3 com a marca de 
temps. A més els bits CCP1CON<3:0> han de valer '0011' per a activar el control temporal del CAN. 
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En el diagrama de flux següent es mostren tots els passos de una recepció CAN: 
Figura 7-8: Diagrama de flux d'una recepció CAN. 
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 Mòdul CAN - Filtres i màscares d'acceptació: 
Els filtres i màscares d'acceptació de missatges s'utilitzen per a determinar si un missatge del MAB s'ha de 
carregar en algun buffer de recepció. 
Un cop un missatge vàlid (sense errors) s'ha carregat en el MAB es compara el seu identificador amb els 
filtres i màscares corresponents. Les màscares serveixen per a saber quins bits de la ID seran examinats 
amb filtres (per tant si un bit té un 0 a la màscara serà acceptat sense cap més comprovació). 
El mòdul CAN disposa de sis filtres d'acceptació i dues màscares:  
 Mascares: RXM0 (associada al buffer RXB0) i RXM1 (associada al buffer RXB1). 
 Filtres: RXF0 i RXF1 (associats al buffer RXB0) i RXF2, RXF3, RXF4 i RXF5 (associats al buffer RXB1). 
Quan un missatge supera el filtre i és acceptat, el número de filtre que ha deixat passar al missatge es 
carrega als FILHIT bits. En cas de que varis filtres acceptin, es carregarà el de menor nombre (per exemple el 
RXF2 es carregarà al FILHIT abans que el RXF3). 
Els filtres i màscares només es poden modificar si el PIC18FXX8 està en mode de configuració. 
 Mòdul CAN - Càlcul de la taxa de bauds: 
Per a una millor comprensió d'aquest apartat llegir la part de conceptes previs referents al temps de bit.  
La temporització del mòdul CAN es configura segons la especificació CAN 2.0B vista als conceptes previs. 
Per a aquest fi s'utilitzaran els bits BRGCON1, BRGCON2 i BRGCON3. 
Freqüència nominal de bit: Nombre de bits transmesos per segon. Com a màxim serà de 1Mbps. 
Temps nominal de bit:  
TBIT = 1/Freq. nominal de bit 
Divisió en segments del TBIT: 
Segment de sincronització (Sync_seg). 
Segment de propagació (Prop_seg). 
Segment de fase 1 (Phase_seg1). 
Segment de fase 2 (Phase_seg2). 
El temps de bit està fixat entre 8 i 25 TQ (Time Quanta -plural de Time Quantum-). Per definició el mínim 
TBIT es de 1 µseg (en el cas de 1Mbps). 
La duració de TBIT doncs ve donada per: 
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TBIT = TQ *  (Sync_seg + Prop_seg + Phase_seg1 + Phase_seg2) 
El valor del TQ és una unitat fixa derivada del període del oscil·lador. Per a un millor control d'aquesta el 
PIC18FXX8 disposa de un BRP (Baud Rate Prescaler) que pot valer entre 1 i 64. També degut a la naturalesa 
del dispositiu s'ha de comptar amb una divisió entre 2 de la freqüència d'oscil·lació. La fórmula és la 
següent: 
TQ(µseg) = (2 * (BRP+1))/Fosc 
On Fosc és la freq. de l'oscil·lador del controlador i BRP és un nombre comprès entre 0 i 63 representat per 
valors binaris en BRGCON1<5:0>. 
Exemple del càlcul realitzat per al sistema final (1Mbps, Fosc = 32MHz): 
Per a facilitar-ne el càlcul s'ha fet servir la Microchip CAN Bit Timing Calculator (una aplicació 
proporcionada per Microchip per al càlcul dels paràmetres de temporització del bus CAN, inclosa en la 
memòria electrònica). 
 Mòdul CAN – Detecció i tractament d'errors: 
Els dispositius PIC18FXX8 tenen dos comptadors d'errors (tal com dicta la especificació CAN 2.0B) que 
poden ser consultats en tots moment per el firmware del controlador: 
 Comptador d'errors de recepció: Registre RXERRCNT. 
 Comptador d'errors de transmissió: Registre TXERRCNT. 
El mode d'error (passiu, actiu i desconnectat) pot ser consultat per el firmware en el registre 
COMSTAT<5:3>. A més, es disposa de un flag d'avis per proximitat al canvi d'estat d'error (Error State 
Figura 7-9: Exemple del càlcul dels paràmetres CAN per al sistema real. 
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Warning) que es pot consultar llegint el bit EWARN (COMSTAT<0>) que s'activarà quan algun comptador 
passi de 96 i es desactivarà quan tots dos estiguin per sota de 96. 
 Mòdul CAN – Interrupcions: 
Aquest mòdul implementa varies fonts d'interrupció. Cada una de elles pot ser tractada de forma 
individual. Les seves funcionalitats es concentren sobretot en dos registres: 
 CANINTF: Conté els flags de les 8 interrupcions. 
 CANINTE: Conté els enables de les 8 interrupcions. 
El conjunt de bits ICODE (Registre CANSTAT<3:1>) poden ser utilitzats juntament amb una taula de salts per 
a tractar les interrupcions de forma eficient. 
Totes les interrupcions tenen una font excepte la de error que en té varies (la seva font concreta es pot 
consultar en el registre COMSTAT). 
Les interrupcions es poden dividir en interrupcions relacionades amb la transmissió i amb la emissió: 
Relacionades amb la transmissió: 
 Interrupció per transmissió: Un bus de transmissió passa a estar lliure. 
 Interrupció per transmissor avisat (warning): Comptador d'error de transmissió  > 96 
 Interrupció per transmissor en estat d'error passiu: Comptador d'error de transmissió > 127 el 
dispositiu passa a estar en estat passiu. 
 Interrupció per desconnexió (bus-off) del bus: Comptador d'error de transmissió > 255 el dispositiu 
passa a estar en estat desconnectat. 
Relacionades amb la recepció: 
 Interrupció per recepció: Un missatge s'ha carregat correctament en un buffer de recepció. 
 Interrupció per wake-up: Un node deshabilitat que rebi aquesta interrupció serà habilitat 
novament. És el únic tipus d'interrupció que poden rebre els nodes en mode deshabilitat. 
 Interrupció per sobrecàrrega del receptor: Quan el MAB té un missatge preparat però tots dos 
buffers de recepció estan plens. 
 Interrupció per receptor avisat (warning): Comptador d'error de recepció  > 96 
 Interrupció per receptor en estat d'error passiu: Comptador d'error de recepció > 127 el dispositiu 
passa a estar en estat passiu. 
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7.3. [Bluetooth] Parani SD200: 
Per a una referència més completa i general veure el manual del adaptador Parani SD200 inclòs en la 
memòria electrònica. 
Es tracta de un adaptador RS232 a Bluetooth 
altament reconfigurable. Especificacions: 
Interfície sèrie: 
 Connector sèrie DB9 femella. 
 Velocitats entre 1200bps i 230400bps. 
 Senyals Rx, Tx, RTS, CTS, DTR, DSR, GND i 
DCD (només s'han utilitzat Rx, Tx i GND en 
aquest  projecte).  
Interfície Bluetooh: 
 Bluetooth v1.2 
 Protocols RFCOMM, SDP i L2CAP. 
 Perfil port sèrie (Serial Port Profile).  
NOTA: Resulta important veure que ofereix 
solament el servei de SPP. D'aquesta manera es 
simplifica la connexió amb el dispositiu (més 
endavant es veurà que al tenir només un servei l'aplicació per a telèfons mòbils és més senzilla) ja que 
simplement es pot tractar com a un port sèrie des de el punt de vista de un ordinador o mòbil. 
 Classe d'energia 2. 
 Modes de configuració:  
 Comandes AT: Hayes command set, un estàndard creat en 1977 per a configurar mòdems i altres 
dispositius en xarxa. Formen part de la especificació Bluetooth i es munten sobre el protocol 
RFCOMM. 
ParaniWin: Software que ofereix un entorn de finestres per a configurar el dispositiu des de un sistema 
Windows. 
Hardware:  El dispositiu inclou una sèrie de botons i polsadors que permeten configurar-lo. 
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 Funcionament del Parani SD200: 
NOTA: El dispositiu no s'ha obert i per tant la figura anterior només és orientativa. Per exemple pot ser que 
en compte de tenir el Bluetooth Controller i el HCI en dos xips diferents els tingui tots dos en el mateix xip 
(en el que s'anomena Single Chip Bluetooth Module). 
També disposa de un cert software addicional que és necessari per a controlar els indicadors LED, els 
polsadors i botons. A més també és capaç d'operar en diversos modes: 
 Mode0 – És el mode per defecte. Simplement espera comandes AT. 
 Mode1 – S'intenta connectar al últim dispositiu amb qui ha establert comunicació. És a dir, després 
de un reset o un power-up el Parani intentarà establir connexió amb l'última adreça a la que s'ha 
connectat (hi ha un registre que sempre guarda la adreça del últim dispositiu associat). 
 Mode2 – Espera connexió de l'últim dispositiu associat. És a dir, només acceptarà connexions de 
l'adreça enregistrada en el registre comentat en el Mode1. 
 Mode3 – Espera rebre una connexió de qualsevol dispositiu remot. 
Figura 7-10: Diagrama de blocs del Parani SD200. 
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7.4. [Mòbil] Java Micro Edition: 
La plataforma Java Micro Edition (Java ME) és un conjunt de tecnologies i especificacions per a crear una 
plataforma que s'adapti als requeriments per a dispositius mòbils (telèfons, sistemes embedits i altres 
dispositius).  
Amb el propòsit de poder crear aplicacions per a dispositius mòbils Sun va definir tot el esquema bàsic de 
J2ME per a possibilitar un entorn Java en aquests dispositius limitats (pantalla petita, poca memòria...). 
 
En resum: J2ME és un conjunt de tecnologies i especificacions que poden ser combinades per a crear un 
entorn Java completament específic per a un dispositiu donat. Això és possible gràcies a tres elements:  
 Una configuració molt bàsica de llibreries per a un grup concret de dispositius que permet 
abstreure la programació del hardware. 
 Un perfil que representa un conjunt de APIs més específiques per a dispositius més concrets. 
 Paquets opcionals per a tecnologies concretes que es troben en el dispositiu final. 
 
Figura 7-11: Torre de protocols de les diverses implementacions Java. 
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Finalment es va dividir el J2ME en dos configuracions: 
1. Connected Limited Device Configuration (CLDC): Proporciona un conjunt molt bàsic de llibreries 
per a dispositius petits i limitats (telèfons mòbils convencionals, microcontroladors i demés). 
2. Connected Device Configuration (CDC): Ofereix una configuració més completa (amb llibreries més 
potents) per a dispositius més potents (smartphones, set top boxes i demés).  
3.  
Per al marc del projecte només es tractarà la configuració CLDC. Aquest serà l'entorn de programació per a 
comunicar el dispositiu Bluetooth (dins de la bicicleta) amb l'exterior (telèfon mòbil del usuari). 
 Configuració per a dispositius mòbils limitats – CLDC i MIDP: 
S'ha escollit J2ME CLDC  ja que és el llenguatge més estès entre mòbils tant nous com antics, de forma 
que l'aplicació final pot ser compatible amb un gran nombre de dispositius. 
La configuració utilitzada per a dispositius amb recursos limitats s'anomena Connected Limited Device 
Configuration (CLDC). S'ha dissenyat específicament per a poder assolir les necessitats de la plataforma 
Java en dispositius amb memòria limitada, una capacitat de procés baixa i poca potència gràfica. 
Per sobre d'aquesta configuració bàsica la plataforma J2ME inclou uns perfils que defineixen APIs de més 
alt nivell que fan possible la comunicació del dispositiu amb l'aplicació final. Un d'aquests perfils més 
utilitzats és el Mobile Information Device Profile (MIDP) que ofereix un entorn java complet a l'aplicació. 
Juntament amb el MIDP s'utilitzen altres perfils (o conjunts de llibreries) que permeten accedir a parts més 
específiques del hardware com per exemple el mòdul Bluetooth (en aquest cas el paquet a usar serà el JSR-
82, com es veurà més endavant amb detall). 
Figura 7-12: Configuració per a CLDC. 
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Per sobre dels perfils i paquets opcionals hi resideix una aplicació que aprofita les APIs d'aquests perfils. En 
el cas típic de un dispositiu CLDC amb un entorn MIDP, que és el sistema més utilitzat, s'implementa el 
MIDlet. El MIDlet és l'aplicació final, creada per el desenvolupador Java. 
Versions utilitzades: 
CLDC 1.0: També anomenada JSR-30, és la versió més antiga (Maig del 2000) de totes. Actualment la versió 
més utilitzada és la CLDC 1.1 o JSR-139 (Març del 2003 i amb revisions constants fins al 2007) però degut a 
que es completament retrocompatible amb les versions anteriors i que no incorpora cap funcionalitat que 
sigui realment necessària per al projecte s'utilitzarà la 1.0 (així es garanteixen el màxim nombre possible de 
dispositius compatibles).  
MIDP 1.0 (MIDlet 1.0): També anomenada JSR-37, novament és la versió més antiga de la API data del 
Setembre del 2000 tot i que la més actual, la MIDP 3.0 o JSR-271, és molt recent ja que va ser aprovada al 
Desembre del 2009. S'utilitzarà la MIDP 1.0 degut a que és la versió amb menors requeriments, la més 
estesa (les noves versions també són retrocompatibles) i no es requereix cap de les millores fetes en les 
últimes versions (sobretot millores d'interfície gràfica) en el marc del projecte. 
Aquestes especificacions requereixen doncs el següent hardware mínim: 
CPU:  16bits o 32bits, com a mínim a 16MHz 
RAM:   32KBytes per al entorn i els objectes Java. 
ROM:   128KBytes per a la màquina virtual i totes les API. 
  8KBytes per a dades de l’aplicació. 
Pantalla: 96x54 amb 1 bit de profunditat de color. 
Entrada: Un teclat o bé una pantalla tàctil. 
 
Per a veure amb més detall com s'implementa un MIDlet veure l'apartat de desenvolupament d'aplicacions 
J2ME. 
 
 
 
 
 
 
 
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 72 de 150 
 API per l'aprofitament de la tecnologia Bluetooth (JSR-82): 
Per a poder desenvolupar per a dispositius mòbils calen les configuracions CLDC i MIDP, amb aquestes dues 
ja es pot aconseguir una aplicació Java perfectament funcional. Ara bé, en cas de voler accedir al Bluetooth 
del dispositiu cal una altra API:  La JSR-82. 
Aquesta API permet a l'aplicació accedir a la pila Bluetooth (implementada per el fabricant del dispositiu). 
D'especial interès per al projecte (i per al desenvolupament d'aplicacions Bluetooth en general) seran el 
Service Discovery Protocol (SDP) i el Serial Port Profile RFCOMM per a la emulació de la comunicació sèrie. 
També permet accedir al Logical Link Control and Adaptation Profile (L2CAP), a més, també inclou la Object 
Exchange API (OBEX) utilitzat per l'intercanvi d'objectes amb altres dispositius. 
 
L'aplicació en aquest cas serà un MIDlet (creat sobre CLDC i MIDP) que utilitzarà el SDP del mòbil per a 
cercar serveis d'altres dispositius (concretament interessa el servei de port sèrie) i el RFCOMM per emular-
ne una comunicació sèrie. 
Figura 7-13: Capes de l'interfície Bluetooth d'un dispositiu mòbil. 
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JSR-82 permet al dispositiu actuar com a servidor o com a client (també seria possible actuar com ambdós 
rols alhora tot i que no sol ser freqüent). 
Generalment l'arquitectura client-servidor es resol de la següent forma: 
Client:  
S'anomena  aplicació client a aquella que realitza 
peticions a partir d'un servei ofert per un altre 
dispositiu. El seu esquema és el següent: 
Inici → Cerca de serveis → Connexió i consum 
 
 
Servidor: 
S'anomena aplicació servidor a aquella que ofereix 
algun servei a través del qual es pot establir connexió i 
realitzar peticions (que seran servides per la pròpia 
aplicació). El seu esquema és el següent: 
Inici → Anunci de serveis → Espera de connexions → 
Gestió de la connexió i peticions 
 
La pròpia API disposa d'una sèrie de estructures de dades que permeten registrar serveis (Service Discovery 
DataBase i ServiceRecord), definir dispositius (LocalDevice i RemoteDevice), gestionar connexions 
(StreamConnection) i demés elements necessaris. 
Per a més detall sobre els els passos a realitzar per un client o servidor veure el Annex 4. 
Per a veure amb més detall com s'implementa un MIDlet amb JSR-82 veure el apartat de 
desenvolupament d'aplicacions J2ME. 
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7.5. [Mòbil] Desenvolupament d'aplicacions: 
En aquest apartat es detallà com programar un MIDlet que sigui capaç de comunicar-se amb altres 
dispositius mitjançant Bluetooth. 
Concretament la idea és aconseguir una aplicació capaç de seleccionar un dispositiu de una llista, 
connectar-se al servei port sèrie (SPP) del dispositiu i monitoritzar tot el que aquest dispositiu envii.  
La idea final és programar un client Bluetooth que es connecta a un servidor i escolta per el seu servei de 
port sèrie. Ho mostra tot per pantalla en temps real (no guarda cap mena de fitxer). 
Per al codi complet comentat d'aquesta aplicació veure el Annex 2. També s'ha utilitzat aquest codi per a 
la prova 7. 
Seguidament doncs s'explicaran els fonaments més bàsics per a poder construir tal aplicació. Es donaran 
per suposats coneixements mínims de Java (i programació orientada a objectes). No s'aprofundirà en tots 
els mètodes ni en totes les possibilitats del llenguatge J2ME. 
Concepte de MIDlet: 
L'aplicació final és un MIDlet, és a dir, un objecte de la classe MIDlet (el concepte és molt similar al de un 
applet de Java) per al qual s'han d'implementar una sèrie d'estats que representen el seu cicle de vida. 
Figura 7-14: Cícle de vida d'un MIDLET. 
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A l’iniciar l'aplicació MIDlet, un cop ja està inicialitzada, es crida a la rutina startApp(), que és la que 
realment posa en funcionament l'aplicació. Aquesta segueix en funcionament fins que el programa cridi al 
pauseApp() o al destroyApp(). En el cas del pauseApp() el MIDlet quedarà pausat, mentre que en cas de 
destroyApp() destruirà l'aplicació.  
En el cas de pauseApp() el MIDlet alliberarà tots els recursos innecessaris i es pausarà (per a evitar el 
consum de bateria o memòria). Per la seva banda el destroyApp() dependrà d'un paràmetre condicional 
que en cas de no parar l'aplicació avisarà amb una excepció. Abans de entrar en pauseApp() o destroyApp() 
el propi MIDlet pot generar un avís (notifyPaused() o notifyDestroyed()) a la seva pròpia instància. 
Exemple: "Hello MIDlet!" (Es limita a mostrar per pantalla: "Hello, MIDlet!", també inclou un botó 
genèric -amb la funcionalitat implementada per el fabricant- del tipus EXIT) 
//Llibreries de l'aplicacio: Aquesta es basara en LCDUI i MIDlet 
import javax.microedition.lcdui.*; 
import javax.microedition.midlet.*; 
public class HelloMIDlet 
 //Exten els metodes de MIDlet 
     extends MIDlet  
 //Implementa el objecte CommandListener; el interpret de comandes 
     implements CommandListener { 
 /*Es el Displayable principal, un Form en aquest cas (podria ser una List). */ 
 private Form mMainForm; 
 //Constructora de la classe 
 public HelloMIDlet() { 
  //Titol del Form (sera el titol de la pantalla) 
  mMainForm = new Form("HelloMIDlet!"); 
  //Afegeix al final del Form "Hello, MIDlet!" 
  mMainForm.append(new StringItem(null, "Hello, MIDP!")); 
  //Crea una comanda i la afegeix al CommandListener del objecte. 
  mMainForm.addCommand(new Command("Sortir", Command.EXIT, 0)); 
  //Assigna el interpret de comandes del objecte a ell mateix 
  mMainForm.setCommandListener(this); 
 } 
 //METODES D'ESTAT DEL MIDLET 
 //Implementacio de startApp() 
 public void startApp() { 
  /*Mostra el objecte Form per la pantalla del dispositiu sobre el que s'executa el MIDlet*/ 
  Display.getDisplay(this).setCurrent(mMainForm); 
 } 
 //Implementacio de pauseApp() 
 public void pauseApp() {} 
 //Implementacio de destroyApp(boolean) 
 public void destroyApp(boolean unconditional) {} 
 //INTERPRET DE COMANDES DEL MIDLET 
 //Implementacio de startApp() 
 public void commandAction(Command c, Displayable s) { 
/*En aquest cas tant li es la comanda "c" i el Displayable (sera el Form) "s" ja que es tracta de un 
botó genèric descrit per el fabricant (EXIT). En altres casos un switch sera el mes ideal. */ 
  notifyDestroyed(); 
 } 
} 
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 77 de 150 
Display i Displayable: 
Són els objectes que representen la pantalla del dispositiu, es declara com un objecte del tipus Display (en 
el cas del exemple anterior com que només es crida un cop s'ha optat per a no declarar-lo, simplement s'ha 
instanciat amb: Display.getDisplay(this).setCurrent(mMainForm);) obtingut per el mètode getDisplay(this).  
Aquest Display necessita un objecte que dibuixar, com per exemple un Form una List, que actualitzarà la 
pantalla amb el seu contingut quan es realitzi un setCurrent(Displayable) on Displayable és aquest Form o 
List. Aquest pas és necessari perquè potser resulta interessant per a l'aplicació disposar d'un altre objecte 
(no executable com el MIDlet) que contingui el Displayable (aquest seria el cas en el que es volgués utilitzar 
una interfície gràfica separa del control de l'aplicació que restaria en el MIDlet). 
Veure el exemple de l'Annex 2 on hi ha declarades varies llistes com a Displayables i un Display que es va 
actualitzant en funció del estat del MIDlet (per exemple la pantalla -List- del menú principal és diferent 
que la del menú de cerca de dispositius). 
Un Display també pot mostrar imatges i demés, però no forma part dels objectius del projecte. Amb una 
simple List n'hi ha prou per a mostrar el text que arriba per el Bluetooth. 
ComandListener o interpret de comandes: 
Es tracta del objecte implementat per el MIDlet per tal de poder-se comunicar amb el teclat/sistema 
d'entrada del dispositiu. Al executar qualsevol comanda (associada a un Displayable) s'executa el mètode 
commandAction(Command, Displayable) que s'encarrega de implementar el event associat a la comanda. 
Hi ha certes comandes genèriques (EXIT, OK, BACK...) que degut a que són molt freqüents el propi 
dispositiu en disposa de tecles per a elles (per exemple el botó vermell de penjar trucada pot ser 
interpretat com a EXIT mentre que el botó del centre del panell de direccions pot ser el OK). Així doncs 
resulta bastant intuitiu veure que commandAction(Command, Displayable) és un selector per casos segons 
el Command i en el Displayable determinat. 
A més, és necessari indicar-li a cada MIDlet quin serà el seu CommandListener, perquè no sempre serà ell 
mateix. Per exemple pot resultar interessant crear un objecte no executable que gestioni els events dels 
MIDlets. 
Per a més detall veure l'Annex 2 on el interpret de comandes és un switch. 
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API del Java Bluetooth JSR-82: 
Aquesta API permet a l'aplicació aprofitar-se de la tecnologia Bluetooth per a connectar-se amb altres 
dispositius. Per el cas d'aquest projecte la idea és aconseguir un MIDlet client. La programació d'un servidor 
és més senzilla i els conceptes són idèntics. 
Per a una millor comprensió es començarà amb un exemple a desenvolupar: 
Exemple: Programació de un client Bluetooth (per a veure el codi comentat línia a línia veure el 
Annex 2). S'han eliminat parts de codi (i tots els blocs try{...} catch{...}) per a facilitar-ne la lectura. 
//Objectes a utilitzar 
import javax.bluetooth.*; 
import java.util.Vector;  
import javax.microedition.io.*; 
/***.per a veure el codi complet; consultar Annex 2.***/ 
//Declaracio del MIDlet 
public class BT_Monitor extends MIDlet implements CommandListener, Runnable{ 
 //Declaració d'elements necessaris per al client Bluetooth 
 LocalDevice device; 
 DiscoveryAgent agent; 
 public static Vector devices = new Vector();  
 public static Vector services = new Vector(); 
 public static int selectedDevice = -1; 
 private StreamConnection m_StrmConn = null; 
 //Flux de dades d'entrada (InputStream) 
 public InputStream m_Input = null; 
 /***.per a veure el codi complet; consultar Annex 2.***/ 
 //Interpret de comandes 
     public void commandAction(Command co, Displayable d){ 
        if(/*CERCAR DISPOSITIUS*/){ 
             /***.per a veure el codi complet; consultar Annex 2.***/ 
               device = LocalDevice.getLocalDevice();  
               device.setDiscoverable(DiscoveryAgent.GIAC); 
               agent = device.getDiscoveryAgent();  
   //Comença la cerca de dispositius 
               agent.startInquiry( DiscoveryAgent.GIAC, new Listener() ); 
  } 
  /***.per a veure el codi complet; consultar Annex 2.***/         
        else if(/*ESCOLTAR DISPOSITIU */){ 
              //Selecionem el index indicat per el usuari 
              selectedDevice = llista_dispositius.getSelectedIndex(); 
              /***.per a veure el codi complet; consultar Annex 2.***/ 
RemoteDevice remoteDevice = (RemoteDevice) devices.elementAt( selectedDevice); 
                 //Busquem serveis SPP RFCOMM (Serial Port Profile per RFCOMM) 
                 agent.searchServices( null, //null= atriuts per defecte 
                         new UUID[]{ new UUID( 0x0003 )  }, //SPP RFCOMM 
                             remoteDevice, 
                        new Listener()); //Dirigeix la resposta al Listener 
              /***.per a veure el codi complet; consultar Annex 2.***/ 
        } 
     } 
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 //Inici de la connexio amb el dispositiu a escoltar 
     public void connectar_escoltar(){   
              Thread t = new Thread( this ); //llencem thread (veure run()) 
             t.start(); 
         /***.per a veure el codi complet; consultar Annex 2.***/ 
    } 
 //Accio activa mentre escoltem a un dispositiu 
    public void run(){ 
         ServiceRecord r = (ServiceRecord) services.elementAt( 0 ); 
        String url  = r.getConnectionURL(ServiceRecord.NOAUTHENTICATE_NOENCRYPT, false ); 
            m_StrmConn = (StreamConnection) Connector.open( url ); 
  /***.per a veure el codi complet; consultar Annex 2.***/ 
            m_Input = m_StrmConn.openInputStream(); 
  /***.per a veure el codi complet; consultar Annex 2.***/  
         while(/*NO ACABAT*/ ){ 
               byte[] data = new byte[128]; 
   //Llegim la entrada en forma de raw data 
                int ch = m_Input.read(data); 
               /***.per a veure el codi complet; consultar Annex 2.***/ 
        } 
             m_StrmConn.close(); 
  /***.per a veure el codi complet; consultar Annex 2.***/ 
     } 
 
     //BLUETOOTH LISTENER 
    class Listener implements DiscoveryListener{ 
  //Quan el discovery agent troba un dispositiu 
        public void deviceDiscovered(RemoteDevice rDevice, DeviceClass cod){ 
   //L'afegim a la llista de dispositius 
             devices.addElement( rDevice ); 
        } 
  //Cerca completada 
        public void inquiryCompleted(int discType){ 
              if (/*CAP DISPOSITIU TROBAT*/ ){ 
    /***.per a veure el codi complet; consultar Annex 2.***/ 
               }else{ 
                 /***.per a veure el codi complet; consultar Annex 2.***/ 
                   for (/*PER A CADA DISPOSITIU (i)*/ ) { 
      RemoteDevice device =(RemoteDevice) devices.elementAt(i); 
      String name = device.getFriendlyName(false); 
      /***.per a veure el codi complet; consultar Annex 2.***/ 
            } 
    } 
          } 
} 
  //Cada cop que es descobreixi un servei en un dispositiu remot 
        public void servicesDiscovered(int transID, ServiceRecord[] servRecord){ 
   for (/*PER A CADA SERVEI (i)*/ ){ 
    ServiceRecord record = servRecord[i]; 
    services.addElement( record ); 
   } 
          } 
   
 
 
 
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 80 de 150 
//Un cop que s'hagin trobat ja tots els serveis en un dispositiu remot 
         public void serviceSearchCompleted(int transID, int respCode){ 
              if (/*SERVEIS TROBATS*/ ){ 
                connectar_escoltar(); 
          } 
      } 
 }//Fi Bluetooth Listener 
} 
Abans d'analitzar el exemple, veiem com ha acabat el MIDlet:  
 
Runnable: 
Es tracta d'un objecte implementat també per el MIDlet (de forma similar al CommandListener).  La idea 
que hi ha al darrere es que el nostre dispositiu es pot quedar congelat durant l'establiment (i manteniment) 
de una connexió en un dispositiu remot, per tant és necessari que ho faci en un altre fil d'execució (no el 
MIDlet). Per concepte és el mateix que un thread de qualsevol altre entorn. 
Listener i DiscoveryListener: 
Dins del MIDlet s'ha declarat la classe Listener, que implementa el objecte DiscoveryListener. D'aquesta 
manera el MIDlet disposa d'unes rutines (programades per el usuari) que seran cridades durant el procés 
d'establiment de connexió amb el servidor (més endavant es veu en detall). 
Veure Annex 4; les rutines implementades en el DiscoveryListener són les utilitzades en el pas de "Cerca 
de dispositius i serveis".  
Figura 7-15: Diagrama UML del MIDLET. 
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Llibreries utilitzades: 
 javax.bluetooth.*: Llibreria que conté els objectes Bluetooth a utilitzar així com els seus mètodes. 
 java.util.Vector: Llibreria que implementa l'estructura d'un vector d'elements.  
 javax.microedition.io.*: Llibreria que conté els objectes d'entrada i sortida del dispositiu. 
Objectes utilitzats: 
 LocalDevice: Es tracta de una referència al propi dispositiu. A partir d'aquesta l'aplicació podrà 
modificar-ne alguns paràmetres (per exemple fer-lo visible a altres dispositius) i consultar-ne 
d'altres. 
 RemoteDevice: Es tracta de una referència a un dispositiu remot. Aquesta té tota l'informació del 
dispositiu, adreça, nom, serveis... 
 DiscoveryAgent: És l'objecte encarregat de gestionar (i dur a terme) la cerca de dispositius remots i 
els seus serveis. 
 StreamConnection: És el canal per on circularan les dades un cop la connexió estigui establerta. 
 InputStream: Es tracta del flux de dades d'entrada al dispositiu. 
Interpret de comandes: 
Sobretot resulten interssants dues comandes: Cercar Dispositius i Escoltar Dispositiu. 
 En el cas de Cercar Dispositius: 
1. Es fa visible el propi dispositiu per tal de ser reconegut per els altres dispositius. 
        device = LocalDevice.getLocalDevice();   
  device.setDiscoverable(DiscoveryAgent.GIAC); 
2. Es crea una referència (serà singleton, és a dir, única per a tot el MIDlet) al DiscoveryAgent del 
propi dispositiu. 
agent = device.getDiscoveryAgent();  
3. S'invoca el mètode startInquiry del DiscoveryAgent. Aquest mètode farà que el Listener comenci el 
procés de Inquiry (que preguntarà per altres dispositius).  
  agent.startInquiry( DiscoveryAgent.GIAC, new Listener() ); 
 En el cas de Escoltar Dispositiu: 
1. S'obté la referència al dispositiu remot seleccionat per l'usuari en la llista de dispositius trobats 
durant el procès de Inquiry. 
  selectedDevice = llista_dispositius.getSelectedIndex(); 
  RemoteDevice remoteDevice = (RemoteDevice) devices.elementAt( selectedDevice); 
2. S'invoca el mètode searchServices del DiscoveryAgent. Aquest mètode farà que el Listener començi 
el procès de cerca de serveis en el dispositiu remot indicat. 
             agent.searchServices( null,  new UUID[]{ new UUID( 0x0003 )  },   
  remoteDevice,  new Listener()); 
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Bluetooth Listener: 
 Es tracta de la declaració d'una nova classe anomenada Listener dins del MIDlet. Aquesta classe és 
una extensió de DiscoveryListener (inclosa dins de la llibreria javax.bluetooth). 
 Per a que l'aplicació s'adapti a les necessitats requerides s'han de programar les següents rutines, 
que seran cridades per a la cerca de dispositius o serveis. 
Cerca de dispositius (iniciada per startInquiry()). 
 public void deviceDiscovered(RemoteDevice rDevice, DeviceClass cod): Cridada cada cop que es trobi un 
dispositiu. Els paràmetres rebuts són una referència al dispositiu i a la seva classe. 
 public void inquiryCompleted(int discType): Cridada un cop s'ha acabat la cerca de dispositius. El 
paràmetre rebut és un enter que identifica el tipus d'inquiry realitzat. 
 Cerca de serveis (iniciada per searchServices()). 
 public void servicesDiscovered(int transID, ServiceRecord[] servRecord): Cridada un cop s'ha trobat algun 
servei. Els paràmetres que rep són la ID transaccional del servei que retorna el resultat i una llista 
dels serveis trobats. 
 public void serviceSearchCompleted(int transID, int respCode): Cridada un cop s'ha completat la cerca 
de serveis. Els paràmetres que rep són la ID transaccional del servei que retorna el resultat i un codi 
resposta amb l'estat en el que ha acabat la cerca. 
Figura 7-16: Funcionament de l'aplicació. (Crides realitzades) 
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7.6. [Comunicació CAN-BT] Descripció de l'entorn: 
El entorn de treball per a la majoria de proves (veure punt 3.8) consisteix en el Parani SD200 connectat al 
port sèrie (rs232) de la placa PICDEM CAN-LIN 2. Per a la prova 9 també es va utilitzar el adaptador CANUSB 
connectat al port CAN DB9 de la mateixa placa. 
7.7. [Comunicació CAN-BT] Proves realitzades: 
Per a poder realitzar aquesta primera part del projecte es va optar per dividir-la tota en una sèrie de proves 
auto-contingudes per tal de facilitar-ne el seguiment i la documentació. Aquestes proves s'han anat 
documentant i anotant durant tot el desenvolupament del marc de treball. 
Per tal de poder facilitar-ne la comprensió i alleugerir-ne la lectura no s'exposen en detall tots els codis 
programats (tant els firmwares dels microcontroladors com les altres aplicacions). Tots aquests codis es 
poden consultar en el contingut digital adjunt en la memòria o bé en els annexes.  
Figura 7-17: Fotografia de la PICDEM CAN-LIN 2 connectada al CANUSB i al Parani SD200. 
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 Prova 1: Connexió completa del sistema. 
Objectius:  
-Provar tot el entorn en conjunt (PICDEM CAN-
LIN 2 i Parani SD200). 
-Tenir un primer contacte amb el software a 
utilitzar per a programar (in-circuit) els 
microcontroladors (MPLAB). 
Passos realitzats: 
-Instal·lació del MPLAB. 
-Instal·lació del programador ICD2. 
-Càrrega del firmware “de serie” als dos nodes. 
-Instal·lació del programa CanKing en el PC. 
-Instal·lació del programa ParaniWin (utilitat 
per a configurar el adaptador Parani) en el PC. 
-Configuració del adaptador Parani SD200. 
Resultat: 
-No funciona: El CanKing no reconeix a la placa 
de desenvolupament. 
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 Prova 2: Connexió del sistema PICDEM CAN-LIN 2 mitjançant un cable 
sèrie (DB9). 
Objectius: 
-Provar el correcte funcionament de la placa. 
Passos realitzats: 
-Connexió de la placa al port sèrie del PC. 
Resultat: 
-Funciona: La suite CanKing permet controlar tot 
el hardware i la seva correcta intercomunicació 
CAN (canviant per exemple els LEDs del Node1 -
al qual només s'hi pot accedir a través de 
missatges CAN-). 
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 Prova 3: Testeig del adaptador Parani SD200. 
Objectius:  
-Provar el correcte funcionament del adaptador Parani 
SD200. 
-Familiaritzar-me amb la comunicació Bluetooth 
emmascarada en un port sèrie. 
Passos realitzats: 
-Programació de l'aplicació EscriureCOM.c 
-Programació de l'aplicació LlegirCOM.c. 
-Creació de un petit sistema de comunicació 
unidireccional. 
-Realització de la prova en ambdós sentits. 
Resultat: 
-Funciona: Els dos ordinadors van poder establir una 
connexió sèrie de forma correcta. 
Comentaris: 
-Al Laptop se li va emmascarar la connexió usb com 
una connexió sèrie. 
LlegirCOM.exe i EscriureCOM.exe: 
-Permeten la lectura/escriptura de un port sèrie com si es tractés de un fitxer (utilitzant un descriptor de 
fitxer). 
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En detall (programació en C per a port sèrie): 
Algunes variables a tindre en compte: 
DCB dcb;     //Estructura de control (Windows) per a comunicacions sèrie. 
HANDLE hCom;    //Referència per al sistema operatiu. 
char *pcCommPort = port;  //On port és de la forma "COMn", per exemple: "COM2"   
 
Creem la referència al fitxer (com un file descriptor en Unix): 
hCom = CreateFile( pcCommPort, GENERIC_READ | GENERIC_WRITE, 0, NULL, OPEN_EXISTING, 
FILE_ATTRIBUTE_NORMAL,  NULL ); 
 
Omplim la estructura de control de comunicació per al port COMn: 
dcb.BaudRate = CBR_9600;       //Posem el Baud Rate a 9600 
dcb.ByteSize = 8;               //Posem el Data Size (rebre i transmetre) a 8. 
dcb.Parity = NOPARITY;          //Sense paritat. 
dcb.StopBits = ONESTOPBIT;      //Un bit de stop. 
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 Prova 4: Comunicació Bluetooth amb la PICDEM CAN-LIN 2. 
Objectius: 
-Familiaritzar-me amb el hardware (PIC 18F4680 
connectat a diverses interfícies i components de 
la placa). 
-Aprendre com gestionar una comunicació sèrie 
simple amb la placa (sobretot de cara a 
entendre com tractar el UART -les seves 
interrupcions, ports i llibreries-). 
-Familiaritzar-me amb el software necessari per 
a la programació (i compilació) del firmware 
(CCS compiler concretament).    
Passos realitzats: 
-Instal·lació del compilador CCS. 
-Programació del Echo.c. 
-Programació del Node0. 
Resultat: 
-Funciona: El Node0 es comunica correctament 
amb el PC. 
Echo.c: 
Escriu cada mig segon un caràcter per el port sèrie. 
S'ha configurat aquest mitjançant les eines del compilador CCS que eviten manipular directament els 
registres. 
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En detall (Configuració i comunicació del Echo.c): 
Configuració del USART mitjançant les llibreries del CCS compiler (Echo.h): 
#FUSES HS         //Oscil·lador >4MHz 
#use delay(clock=25000000)      //Definició per al temps d'espera 
         //necessari per al USART 
#use rs232(baud=9600, parity=N, xmit=PIN_C6, rcv=PIN_C7, bits=8) //Configuració del USART 
Bucle principal: Escriu un caràcter (de la 'a' a la 'i') cada mig segon: 
while(1){ 
     int i; 
      for(i=0;i <9;++i){ putc('a'+i); delay_ms(500); } 
} 
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 Prova 5: Interacció amb la placa PICDEM CAN-LIN 2 per Bluetooth. 
Objectius: 
-Realitzar un petit interpret de comandes per 
al Node0. 
-Provar el funcionament full dúplex del rs232 i 
més concretament del Parani SD200. 
Passos realitzats: 
-Instal·lació de Tera Term.  
-Programació del firmware necessari: 
Comunicacio.c 
Resultat: 
-Funciona: Podem mantenir una comunicació 
bidireccional amb la placa mitjançant 
Bluetooth. 
Nota: 
-Tera Term: És un programa gratuït que 
permet escoltar/escriure per a un port COM. 
És necessari ja que Windows 7 no inclou cap 
aplicació que ho permeti (a diferència de per 
exemple el Windows XP i anteriors). 
 
En detall (recepció de caràcters del Comunicacio.c): 
Recepció de caràcters per interrupció. 
#int_rda   //Declaració de interrupcions 
void serial_isr() {            //Interrupció de recepció serie USART 
    char rcvchar=0x00;         //Ultim caràcter rebut 
    if(kbhit()){                //Si hi ha algo pendent de recepció ... 
        rcvchar=getc();         //...es descarrega i... 
        add_2_cbuff(rcvchar);   //...s'afegeix al buffer i ... 
        echo_sel(rcvchar);      //...es fa el echo(en cas de no tindre el echo local activat). 
    }} 
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 Prova 6: Monitorització de la comunicació CAN entre els nodes 
interns de la PICDEM CAN-LIN 2. 
Objectius: 
-Aplicar els coneixements sobre bus CAN al hardware 
(per mitjà dels seus múltiples registres). 
-Poder realitzar una completa comunicació entre els 
dos Nodes (0 i 1) mitjançant CAN on tots dos actuen 
com a emissors/receptors de trames de control. 
Passos realitzats: 
-Creació del firmware per al Node0: Main_Node0.c. 
-Creació del firmware per al Node1: Main_Node1.c.  
Conclusió: 
-La comunicació CAN ha sigut satisfactòria a 500Kbps 
gràcies a les llibreries incloses amb el compilador que 
simplifiquen el sistema de registres. 
-Tot i així s'ha modificat la rutina de establiment de 
Baud Rate per a aprofitar el ús de la CAN Bit Rate 
Calculator. 
Nota: 
-CAN Bit Rate Calculator: Una aplicació 
proporcionada per Microchip per a facilitar la elecció 
de valors dels paràmetres temporals del bus CAN. 
Main_Node0.c: 
-Al polsar el Botó 2 s'envia una trama CAN amb la petició per al Node1 d'encendre/apagar el LED1. 
Main_Node1.c: 
-Al polsar el Botó 1 s'envia una trama amb la paraula "Hello!". 
-Espera rebre peticions d'encesa/apagat per al LED1. 
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 Prova 7: Connexió i monitorització de la PICDEM CAN-LIN 2 
(mitjançant un telèfon mòbil). 
 
Objectius: 
-Aprendre programació mòbil (concretament 
J2ME). 
-Familiaritzar-me amb la API Bluetooth de Java 
(JSR-82). 
Passos realitzats: 
-Creació de una aplicació client per al telèfon 
mòbil mitjançant les llibreries MIDP 1.0 i CLDC 
1.0 (són les més bàsiques -i per tant 
universals- que proporciona J2ME). 
-Al Node0 hi hem carregat el firm de la prova 
4. 
Conclusió: 
-Ha sigut més complex del planejat inicialment 
(mai havia programat res en Java i molt menys 
en un entorn tan restrictiu com el J2ME). 
-He millorat la meva comprensió del comportament del protocol Bluetooth al haver-lo de moure en 
diferents entorns. 
Nota: 
-També he provat les altres aplicacions d'altres proves (com la de la prova 6) fent que en comptes del PC 
escolti el mòbil i no hi ha hagut cap problema en la comunicació entre el Node0 i el Node1. 
BTClient.jar: 
-Aplicació mòbil: Es tracta de un client Bluetooth que un cop estableix la connexió amb el dispositiu desitjat 
es limita a escoltar-lo. Per a més detall veure el Annex 3: Codi Client Bluetooth J2ME comentat. 
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 93 de 150 
 Prova 8: Configuració de la PICDEM CAN-LIN 2 per a un entorn 
concret. 
Objectius: 
-Preparar la placa per tal de poder 
comunicar-se en un entorn CAN real: 
Velocitat a 1Mbps: Actualment funcionava a 
500Kbps. 
Reconeixement de IDs no esteses 
El Node0 ha de ser capaç de fer un 
forwarding de tot el que llegeixi per el port 
CAN. 
Passos realitzats: 
-Programació del firmware. 
-Canvi de oscil·lador principal. Fins ara s'ha 
utilitzat el oscil·lador extern (cristall de 
25MHz) proporcionat per la pròpia placa, 
però aquest és insuficient per a poder 
treballar amb el CAN a 1Mbps (presenta un 
error del +4% i -3.5%, el qual és 
inacceptable). Però el oscil·lador intern de 
8MHz i amb el PLLx4 actua com un de 
32MHz (el qual pot assolir els requeriments 
del bus CAN 1Mbps amb un 0% d'error 
teòric). 
-Configuració dels registres CAN i canvi de llibreries a utilitzar (per unes més genèriques). 
Conclusió: 
-Durant la realització de la prova han sortit multitud de problemes completament inesperats (la rutina de 
configuració del oscil·lador de CCS no funciona correctament, els cristalls de la placa són insuficients per a 
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 94 de 150 
aconseguir 1Mbps en el bus CAN i per últim les llibreries donen problemes amb les ID's no esteses) però tot 
i així s'ha assolit el objectiu. 
Main_Node0.c: 
-Realitza un forwarding al port sèrie de totes les trames CAN que rep. 
-Al polsar el Botó 1 escriu un avís per el port sèrie. 
Main_Node1.c: 
-Al polsar el Botó 1 envia una trama amb la etiqueta estàndard coneguda per el Node0. 
-Al polsar el Botó 2 envia una trama amb la etiqueta estàndard desconeguda per el Node0. El contingut de 
la trama es la paraula "Hello!". 
En detall (Node0_Main.c -Configuració oscil·lador intern i CAN-): 
Configuració en les capçaleres (Main_NodeX.h) per al oscil·lador intern: 
#FUSES INTRC_IO    //Indiquem al oscil·lador intern com a principal i no CLK Out 
#use delay(clock=32000000)    //Definició del delay, necessari per al USART 
Configuració de les capçaleres per al correcte funcionament del bus CAN a 1Mbps 
#define CAN_DO_DEBUG TRUE     //Posem a cert el debugger CAN 
#define CAN_USE_EXTENDED_ID FALSE 
      //Configurem el CAN a 1Mbps (#Tq=16) 
#define CAN_BRG_SEG_2_PHASE_TS TRUE  //Programable 
#define CAN_BRG_PRESCALAR  0   //BaudRatePrescaler = 0 
#define CAN_BRG_PROPAGATION_TIME 0  //Propagation Delay = 1 
#define CAN_BRG_PHASE_SEGMENT_1  7  //PropagationSegment1 = 8  
#define CAN_BRG_PHASE_SEGMENT_2  5  //PropagationSegment2 = 6 
#define CAN_BRG_SYNCH_JUMP_WIDTH  0  //Bit de Syncro = 1 
#include "can-18xxx8.c"    //Un cop fets els defines ja podem incloure la 
llibreria. 
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Configuració del oscil·lador intern en el programa principal (on falla la funció oscillator_setup() inclosa en el 
CCS) i exemple de recepció de una trama CAN: 
//Definicions per al control del oscil·lador 
#byte OSCCON = 0xFD3 
#byte OSCTUNE = 0xF9B  
 
void main(){ 
    struct rx_stat rxstat;   //Estructura de control, indica el estat de una trama 
    int32 rx_id;    //ID de trama 
 
    //Variables auxiliars 
    int buffer[8];    //Buffer de recepció 
    int rx_len;    //Longitud de trama rebuda 
    int i; 
 
    OSCCON = 0x70;     // 8MHz, Oscil·lador primari 
    OSCTUNE = 0x40;    // PLL ON 
 
    can_init();   //Inicialitzem CAN (amb els paràmetres definits en el .h 
 
    while(1){ 
        if (can_kbhit()){      //Si hi ha alguna trama a llegir... 
            if(can_getd(rx_id, &buffer[0], rx_len, rxstat)){        //...la llegim. 
                switch(rx_id){      //Mirem les etiquetes 
                    case ID_N1_B1:      //Correspon a la etiqueta del 
Boto1 del Node1 
                        printf("Node1: Boto1 ");    //En fem un forward per al port 
serie 
                        break; 
 .... 
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 Prova 9: Connexió del sistema amb el entorn. Connexió amb el cable 
CANUSB. 
Objectius: 
-Connectar la PICDEM CAN-LIN 2 amb altres 
Nodes. 
-Monitoritzar les trames CAN rebudes per el 
Node0 (ja sigui mitjançant un PC o bé un 
telèfon mòbil). 
Passos realitzats: 
-Instal·lació del CANUSB al PC. 
-Configuració del CANUSB mitjançant Tera 
Term. 
-Connexió del terminal (mòbil o PC) al Parani 
SD200. 
Conclusió: 
-El firmware presentat a la anterior prova ha 
funcionat tal com era de esperar sense cap 
mena de problema. 
Nota: 
-CANUSB: Dispositiu que connecta USB 2.0 i ho 
transforma a CAN (DB9). Està constantment llegint el bus, de forma que imprimeix totes les trames CAN 
que circulen. També pot enviar les trames CAN que es desitgi.  
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En detall (Configuració del CANUSB): 
Explicació de algunes comandes senzilles per a poder provar el CANUSB (Aquestes comandes s'envien per 
un port USB mapejat com a port COM, per tant podem utilitzar Tera Term). 
V: Retorna la versió del firmware del cable. (Ex: V1011) 
SX: Configura el cable per a treballar a la velocitat desitjada. (Ex: S5=250Kbit/s, S8=1Mbit/s) 
O: Obre el canal de comunicació (es connecta al bus com un Node més, abans de establir connexió és 
necessari especificar la velocitat del bus -comanda SX-). 
tiiildd...: Transmet una trama CAN estàndard amb la ID iii (0x000-0x7FF) de longitud l (0-8) i amb el valor 
del bit dd (0x00-0xFF -el nombre de parells dd correspon a la longitud l-). 
C: Tanca el canal de comunicació. 
F: Retorna el codi d'error (en cas de haver-n'hi algun). 
 
Per a més detall sobre el CANUSB veure el seu datasheet inclòs en la memòria electrònica. 
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8. DISSENY DEL SISTEMA 
Finalment, un cop realitzat el estudi previ sobre la comunicació CAN-BlueTooth i la seva implementació en 
sistemes reals (vist de forma teòrica amb una aproximació pràctica utilitzant la PICDEM CAN-LIN 2 i el 
Parani SD 200), toca la part del disseny de un prototip que realitzi aquesta comunicació.  
Aquest prototip suposa una base sòlida sobre la que treballar en cas de la viabilitat comercial del projecte. 
 
  
8-1: Fotografia del primer disseny en funcionament. 
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8.1. Primer esquema electrònic: 
Primer de tot s'ha decidit començar sense distanciar gaire el disseny del proposat per Microchip amb la 
PICDEM CAN-LIN 2. És a dir, el primer prototip comptarà amb dos connectors DB9 (un per al RS232 i el altre 
per al CAN), un microcontrolador (concretament el PIC18F2680, de la mateixa família que el PIC18F4680) i 
dos transceptors (un MAX232 per al sèrie i un MCP2551 per al CAN). 
 
També es connectarà un port RJ11 per tal de poder programar el controlador amb el ICD2 de Microchip. 
Així doncs, aquest primer disseny es tracta de una aproximació al model final, la seva gran carència és que 
no té mòdul Bluetooth integrat, sinó que es farà servir el Parani SD 200. 
El Annex 5 contè el esquemàtic, realitzat amb OrCAD, del primer disseny. També hi ha el fitxer de OrCAD 
en la memòria electrònica.  
Després de haver soldat tot els components sobre la placa perforada (perfboard en anglès) cal descarregar-
hi un firmware per tal de provar-la.  
A continuació es descriuran tots el passos seguits per al desenvolupament de una plataforma de proves 
sobre aquest primer disseny. 
 
 
Figura 8-2: Diagrama de blocs. 
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 Programació del controlador i indicador lumínic: 
Com estar segur que el controlador funciona? Amb el CAN o el RS232 no es pot, ja que si al controlador li 
falla la base de temps la comunicació és impossible. A més, també pot ser que en fallin les soldadures dels 
transceptors. Per tant és necessari un indicador que pugui marcar la base de temps del controlador (que es 
molt important i bastant delicada ja que es basa en el oscil·lador intern i la unitat PLL del 
microcontrolador). Per a tal tasca s'utilitzarà un LED. 
En l'imatge de l'esquerra es mostra el controlador amb el seu sistema 
de reset (connectat al MCLR), el connector RJ11 per al MPLAB ICD2 i 
finalment el LED esmentat anteriorment.  
 
 
Per a la comprovació del funcionament del controlador s'ha utilitzat el següent codi: 
#include "18F2680.h" 
#device ICD=TRUE 
 
#FUSES INTRC_IO   //Oscilador intern del PIC com a primari 
 
#use delay(clock=32000000)   //Definicio del delay, necessari per al USART 
#byte OSCCON = 0xFD3 
#byte OSCTUNE = 0xF9B 
 
void main() { 
   OSCCON = 0x70;      // 8MHz, Oscil·lador primari 
   OSCTUNE = 0x40;     // PLL ON 
   while(1){ 
      delay_ms(1000);   //Esperar 1seg (utilitza el #use delay) 
      output_high(PIN_A5);  //Apagar LED (connectat en mode PULL-UP) 
      delay_ms(1000);   //Esperar 1seg (utilitza el #use delay) 
      output_low(PIN_A5);  //Encendre LED 
   } 
} 
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 Connexió del microcontrolador amb l'exterior: RS232 
Abans de fer possible qualsevol tasca de debugat (més enllà de la base de temps i alguns altres detalls que 
es poden fer amb un simple LED) és necessari connectar el sistema amb l'exterior. Per tant cal connectar el 
microcontrolador amb el transceptor (MAX232) i aquest amb el connector DB9. 
A la fotografia de dalt es pot veure el transceptor (esquerra) i el connector RS232 (dreta). 
 Últim pas: Dotar al sistema d'un accés a bus CAN. 
El pas final és el més delicat: Afegir a la placa la interfície CAN a la que connectar el controlador i deixar-la 
oberta amb el exterior mitjançant un connector DB9 connectat als extrems del bus. 
El problema? La dificultat per a la detecció i posterior solució d'errors. I es que si la base de temps no està 
ben configurada, falla alguna connexió o falla el firmware el resultat serà el mateix: No hi haurà cap mena 
de comunicació entre nodes. 
En la foto de l'esquerra es poden veure el transceptor i 
el connector amb el CANUSB connectat. 
 
Per a detectar errors en la transmissió no és possible 
veure les trames i deduir problemes (com per exemple 
en la comunicació RS232, que si falla la base de temps es veuran caràcters estranys o si falla alguna 
connexió es pot detectar part del error mirant els pins del transceptor/microcontrolador) ja que el receptor 
simplement no rebrà res. S'hauria de recórrer al oscil·loscopi per a monitoritzar els nivells del bus. 
Finalment no hi ha hagut cap error en aquesta part del circuit i per tant ja es possible monitoritzar tota la 
comunicació CAN mitjançant el Bluetooth. 
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 104 de 150 
 Distribució, connexions i línies d'alimentació i terra: 
Finalment la distribució ha quedat similar a la utilitzada en la PICDEM CAN-LIN2: 
Vista des de sota es poden veure les connexions i les línies d'alimentació i terra. 
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 Proves realitzades sobre el prototip inicial: 
Per a poder assegurar el funcionament del prototip i poder-lo emmarcar dins de tot el contexe de la 
bicicleta ecològica s'ha realitzat una demo per a poder-ne valorar possibles aplicacions. Aquest pas és 
necessari per a poder donar unes pinzellades comercials a aquest projecte de caire acadèmic. 
 Protocol de comunicació ASCII entre microcontrolador i dispositiu 
mòbil: 
Un cop el prototip funciona correctament ja es pot vestir una aplicació al seu voltant. La idea principal és 
que el sistema ha de ser capaç de llegir tota la informació que circuli per el bus CAN, tractar aquesta 
informació (filtrar-la i extreure'n el significat) i finalment enviar-la a través de Bluetooth al dispositiu mòbil. 
Així doncs, és necessari dissenyar un petit protocol de comunicació entre el microcontrolador i el telèfon 
mòbil. Aquest protocol ha de definir: 
 Quina informació rebuda per CAN s'ha d'enviar? 
 Com enviar aquesta informació per tal de que sigui fàcilment interpretable? 
La solució pensada inicialment és simple: 
Totes les trames CAN rebudes seran enviades. Només cal discriminar entre trames de "Velocitat" i el reste 
(això es degut perquè en el estat actual de desenvolupament de la bicicleta el únic tipus de trama CAN 
definida que resulta interessant de monitoritzar es la de "Velocitat"). 
Per a facilitar la feina al telèfon les dades s'enviaran en un format senzill (i per tant poc robust de cara 
errors de comunicació -de moment encara no és cap preocupació-): 
Les dades seran enviades en cadenes de caràcters definides de la següent manera: [IC...C] 
[ Indica obertura de cadena de dades ( ] indica tancament de la cadena). 
I Indica el tipus de cadena de dades (per exemple C serà CAN i V serà velocitat). 
C...C És el contingut de longitud variable (depèn del tipus de cadena que sigui). 
Mitjançant aquest protocol es defineixen tres tipus de paquets de dades: ASCII, CAN i Velocitat. 
ASCII "[Ahola!]" = "hola!" 
CAN "[C01620287]" = ID: 0x016, L: 2, D: 0x02 i 0x87 
Velocitat "[V23]" = 23 Km/h 
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 Segona aplicació J2ME: 
Degut a que la primera aplicació no era res més que una pantalla 
on s'anava apilant el text rebut des de el Parani s'ha cregut 
convenient donar-li una mica més de vistositat i complexitat a 
l'aplicació anterior. 
Per a més detalls sobre l'aplicació anterior veure el Annex 2. 
El nucli Bluetooth de l'aplicació segueix sent el mateix. El reste de 
l'aplicació ha canviat radicalment. És a dir, degut al tamany i 
importància de la interfície s'ha decidit crear una classe a part que 
actui d'interfície d'usuari, de forma que només es limiti a rebre 
ordres sobre què mostrar i que seguidament ho mostri. 
 
 
D'aquesta manera la interfície rep la ordre de mostrar una cadena de caràcters del tipus [IC...C] i actua en 
funció del tipus de dades que contingui (per més detalls sobre les cadenes veure el punt anterior): 
3. Tipus ASCII: De la forma [Atext] on text és un string de mida variable. La interfície gràfica el 
mostrarà com un missatge que col·locarà darrere del últim missatge rebut. 
4. Tipus CAN: De la forma [CIIILDD...DD] on III representa la ID (són 11 bytes en el seu format 
estàndard), L representa la longitud (un valor comprès entre 0 i 8) i DD que es tracta de un parell de 
nombres per a cada byte de longitud (és a dir entre 0 i 16 parells de nombres hexadecimals). La 
interfície mostra la última trama CAN rebuda en un format llegible de forma senzilla. 
5. Velocitat: De la forma [VXX] on XX es un nombre decimal entre 00 i 30 que representa la velocitat a 
la que va la bicicleta. La interfície mostra les dades amb una barra de progres que s'allarga o 
escurça en funció de la velocitat. A més, també la mostra en Km/h. 
Amb aquesta aplicació és possible demostrar el potenciar real del projecte. De forma que s'assoleix de 
forma clara un dels objectius del projecte: La monitorització del estat de la bicicleta enviant trames CAN per 
Bluetooth a un dispositiu limitat. 
Per a veure l'aplicació creada per a la demo anar al Annex 6. També hi ha una copia del codi (i del 
projecte de NetBeans) a la memòria digital. 
 
  
Figura 8-3: Vista de l'aplicació des de l'emulador 
mòbil. 
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8.2. Esquema electrònic final: 
El propòsit d'aquest esquema final és la inclusió de tot el sistema complet dins del prototip muntat en el 
punt anterior. Així doncs cal integrar un mòdul Bluetooth al prototip. 
 
El mòdul Bluetooth ha de ser transparent per a la resta de sistema, plenament configurable, no ha de tindre 
un consum excessiu i òbviament ha de incorporar una antena.  
Característiques del Parani ESD200: 
 Bluetooth v1.2 Classe 2 (~20m) 
 Antena integrada 
 Suporta SPP (Perfil de port sèrie) 
 Interfície de entrada/sortida UART 
 Compleix la norma RS-232 
 Accepta comandes AT per a la seva configuració 
 Consum nominal de 3.3V i 40mA 
 
 
Per als detalls del esquema electrònic final consultar el Annex 7. També està inclòs el Datasheet del 
Parani ESD en la memòria digital. 
Figura 8-4: Diagrama de blocs del disseny final. 
Figura 8-5: Parani ESD200 
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 Aspectes a tindre en compte: 
El Parani ESD200 necessita una tensió de 3.3V i un corrent de 150mA (tot i que el consum nominal són 
40mA hi han alguns pics de aproximadament 150mA degut a la radio Bluetooth). A més, el controlador no 
s'hi pot comunicar directament degut a que el seu Vd són 5V i no 3.3V. 
 Alimentació del Parani ESD200: 
Per tal de poder alimentar el Parani ES200 és necessari regular-ne la tensió de 5V a 3.3V.  
La solució òptima i que en garantitza el bon funcionament (evitant canvis bruscs de tensió) és el LM1086CT-
3.3, és a dir, un regulador de tensió a 3.3V.  
Per a la correcta estabilització del senyal s'han utilitzat un parell de condensadors de 10uF entrada-terra i 
sortida-terra respectivament. L'intensitat màxima de sortida no és un problema ja que el regulador permet 
1.5A (que és molt més que de sobres). 
Per a consultar tot el disseny electrónic d'aquest circuit final anar al Annex 7. 
 Comunicació entre PIC18F2680 i Parani ESD200: 
Degut a que el microcontrolador funciona a uns 5V TTL i el Parani ESD200 a 3.3V TTL és necessari incloure 
un driver entre les connexions per tal de poder dur a terme la comunicació. 
Figura 8-6: Taula comparativa entre els voltatges de diferents dispositius. 
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 109 de 150 
 
Obviant la part de la VDD (que en principi ha quedat resolta amb el regulador de tensió) la taula superior 
mostra un problema evident: Al tenir alimentacions (voltatges) diferents els dos dispositius no es poden 
comunicar directament en el sentit PIC-Parani.  
Això es degut a que la tensió d'entrada que representa un 1 lògic és de 3.3V per al Parani, mentre que per 
al PIC, la seva sortida serà d'uns 4.3V per a la representació del 1 lògic. 
El PIC18LF2680 hagués estat la opció òptima per aquesta configuració. Funciona exactament igual que el 
PIC18F2680, la única diferència està en el rang de VDD que accepta. 
Així doncs, per a poder dur a terme la comunicació és necessari un divisor de tensió per a cada pin que rebi 
dades del microcontrolador (en aquest cas són el Reset i el Recieve Data). 
Amb aquest esquema ja és possible establir comunicació sèrie amb el PIC18F2680. 
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 Configuració del Parani ESD200: 
A diferència del Parani SD200 (el dispositiu Bluetooth RS232 utilitzat fins ara) el ESD200 no es pot 
configurar de forma física (no inclou cap botonera). És per això que per a poder-lo configurar són 
necessàries les comandes AT.  
Aquestes comandes s'envien en format ASCII per el UART el microcontrolador.  
Exemple: Configuració del Parani ESD200 realitzada per el microcontrolador usant comandes AT. 
//Configurem el Parani ESD200 
//Evitem el reset (el pin RST es "active low") 
output_high(PIN_A3); 
delay_ms(500); 
//Fem un hadware reset 
printf("AT&F\r"); 
delay_ms(500); 
//Configurem el UART 
printf("AT+UARTCONFIG,9600,N,1,0\r"); 
delay_ms(500); 
//Posem el dispositiu en mode3 (espera connexions de altres dispositius) 
printf("AT+BTMODE,3\r"); 
delay_ms(500); 
Un cop configurat ja no cal tonar a carregar-li aquest codi cada vegada. 
Aquest codi està inclòs en la memòria digital. Per a més detalls de les comandes AT veure el datasheet 
del Parani ESD200. 
Figura 8-7: Fotografia del prototip funcional. 
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9. CONCLUSIONS 
9.1.  Assoliment de objectius: 
En aquest punt del projecte es pot afirmar que s'han complert existosament tots els objectius proposats 
durant la etapa inicial. 
 Primer bloc:  
Crear un marc de treball per a la comunicació CAN-Bluetooth i documentar tot un seguit de proves per a 
anar-me familiaritzant amb les tres tecnologies emprades (Bluetooth, CAN i J2ME). 
Per a aquest objectiu s'han utilitzat la placa de desenvolupament PICDEM CAN-LIN 2 i el adaptador 
Bluetooth-RS232 Parani SD200.  
Totes les proves realitzades amb aquests dos dispositius han estat documentades de forma paral·lela a la 
seva execució. 
A més, s'ha programat una aplicació J2ME que permet l'enviament de text pla entre la PICDEM i un telèfon 
mòbil mitjançant Bluetooth. 
 Segon bloc: 
Construir un prototip que pugui actuar com a node de una xarxa CAN i enviar tota la informació rebuda a 
un dispositiu mòbil (o fixe) mitjançant Bluetooth. 
Primerament s'ha dissenyat un sistema que pugui actuar com a node CAN i enviar tota la informació rebuda 
mitjançant el Parani SD200. 
Un cop creat el primer prototip s'ha desenvolupat una aplicació per a J2ME que contextualitza la informació 
rebuda per Bluetooth al marc del projecte. D'aquesta manera ja no es rep text pla sinó trames CAN i 
informació del sistema.  
Finalment s'ha substituit el adaptador RS-232 per un mòdul Bluetooth (Parani ESD200) que permet una 
comunicació transparent amb qualsevol dispositiu. 
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9.2.  Valoració personal: 
Ja des de l'inici he vist aquest projecte com una nova oportunitat de continuar avançant per la branca de 
sistemes digitals de la que només en vaig poder fer una assignatura: SDMI (Sistemes Digitals i 
Microcontroladors). 
I no em vaig equivocar. Efectivament, durant la segona meitat del projecte he pogut dissenyar el meu propi 
sistema digital partint de un full en blanc. Per a poder-lo realitzar ha sigut necessari estar familiaritzat amb 
tots els coneixements que vaig adquirir per mitjà de les proves fetes sobre equips de desenvolupament 
CAN i Bluetooth existents en el mercat. 
Però no només de hardware es nodreix el projecte, i es que al harware se l'ha de vestir amb un bon 
software que n'exploti les seves capacitats. Aquest software l'he realitzat sobre diferents plataformes (PC, 
mòbil i microcontrolador) i amb diferents llenguatges (ANSI C, J2ME i C). 
A més he tractat a una vessant purament electrònica, tant de caire pràctic (construcció del prototip) com 
teòrica (disseny d'aquest). Així doncs, per a poder construir de forma efectiva tot el sistema han sigut 
necessaris uns coneixements d'electrònica que no havia tingut oportunitat de adquirir durant la carrera, o 
dels que simplement n'havia rebut alguna pinzellada. 
Per tant, un dels punts més notables del projecte ha sigut la varietat de tecnologies a tractar. És a dir, he 
programat firmwares amb C i aplicacions per al dispositiu mòbil amb J2ME; per altra banda m'he enfrontat 
amb problemes de hardware purament electrònics. Tot això envoltat per dos tipus de comunicació 
completament diferents com poden ser el CAN i el Bluetooth.  
I es que un projecte així no és fàcil de planificar: Hi ha masses matèries que a priori m'eren completament 
desconegudes. Ha sigut, doncs, gràcies a en Joan Climent que no tan sols m'ha donat un cop de mà en tota 
la part electrònica sinó que m'ha aconsellat durant totes les fases de planificació i desenvolupament del 
projecte. 
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9.3.  Línies de futur: 
 Comunicació Bluetooth amb el exterior: 
Tot i que durant les primeres reunions es va parlar de fer el disseny del prototip directament sobre circuit 
imprès (per a la seva possible comercialització) finalment es va desestimar degut al preu que suposava 
utilitzar un mòdul Bluetooth integrat (dels comercialitzats actualment com el Parani ESD200). I així va ser 
que des de el primer moment el projecte ja tenia una línia de futur (o un sostre segons es miri). 
 
I es que una solució a aquest problema és la utilització de un dispositiu Bluetooth-USB 
que tenen un preu més moderat. Però això té el seu problema i es que es necessita un 
controlador que sigui capaç de ser un host USB (degut a que les comunicacions USB 
segueixen l'arquitectura client-host).  
 
La normativa USB On-The-Go, però, permet la comunicació entre dos dispositius client. 
Per tant caldrà trobar un dispositiu que permeti aquesta comunicació (un On-The-Go 
Transceiver, com el MAX3301E/MAX3302E) o bé un microcontrolador que pugui fer de 
host (per exemple qualsevol PIC32, o més concretament el PIC32MX575F512H que 
inclou CAN i USB OTG). 
 
El principal problema d'aquesta solució? La implementació de la pila Bluetooth. Seria necessari 
implementar una pila de protocols Bluetooth especifica per al dispositiu seleccionat o bé adquirir-ne una de 
ja programada de entre les existents.  
Si bé és cert que existeixen algunes implementacions embedded (BlueMagic, lwBT, BlueCode+...) cap de 
elles està programada per a un PIC. A més, la gran majoria són software propietari. 
Per tant la solució hauria de ser una altra:  
Buscar un mòdul Bluetooth de més baix cost i que ja porti implementada tota la pila (com per exemple el 
National Semiconductor LMX9830). 
Un cop solucionada la frontera del preu i la integració ja es pot parlar de la creació de un producte 
comercial. 
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 Comunicació interna sense fils: 
Si bé que per a comunicar la bicicleta amb el usuari és 
necessari una interfície Bluetooth (degut a la 
compatibilitat amb gairebé la totalitat de dispositius 
mòbils actuals) no és el cas de les comunicacions 
internes de la bicicleta. 
Aquestes comunicacions poden ser les establertes 
entre el pedalier (per a mesurar el esforç) o el 
manillar (acceleració i frenada) amb la xarxa de 
control CAN. 
 
 
Quan es parla de la comercialització de un producte el preu és un factor clau, a més en aquest cas també ho 
és el consum i la facilitat de integració amb la resta del sistema (format majoritariament per 
microcontroladors PIC o dsPIC). 
En aquesta taula s'han tingut en compte algunes alternatives actuals per a solucionar aquest tipus de 
comunicació entre components interns. Aquestes solucions poden operar totes elles en la banda ISM (tant 
europea com americana). Cal tenir en compte que hi ha moltes alternatives de RF (per exemple una 
comunicació a 4,33MHz amb codificació Manchester és una molt bona manera de emular el RS-232) i que 
en aquesta plana nomès s'han perfilat les opcions més clares i directes per al cas de la Ecobike. 
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10. MANUALS D'USUARI 
10.1. PICDEM CAN-LIN 2: 
Per al funcionament de la PICDEM CAN-LIN 2 es recomanable veure'n el seu manual d'usuari (es pot 
descarregar de la pàgina de Microchip tot i que també està inclòs en la memòria electrònica). 
En el Annex 1 es pot veure el Main_NodeX.h que conté totes les definicions necessàries per accedir a les 
diverses parts de la placa de forma senzilla (i una aplicació per provar els nodes): 
#include "18F4680.h" 
//Defines especifics de la PICDEM CAN-LIN 2 
#define PIN_LED1  PIN_D0 
#define PIN_LED2  PIN_D1 
#define PIN_LED3  PIN_D2 
#define PIN_LED4  PIN_D3 
#define PIN_LED5  PIN_D4 
#define PIN_LED6  PIN_D5 
#define PIN_LED7  PIN_D6 
#define PIN_LED8  PIN_D7 
#define PIN_LED9  PIN_C2 
#define LED1_LOW  output_low(PIN_LED1) 
#define LED1_HIGH output_high(PIN_LED1) 
#define LED2_LOW  output_low(PIN_LED2) 
#define LED2_HIGH output_high(PIN_LED2) 
#define LED3_LOW  output_low(PIN_LED3) 
#define LED3_HIGH output_high(PIN_LED3) 
#define LED4_LOW  output_low(PIN_LED4) 
#define LED4_HIGH output_high(PIN_LED4) 
#define LED5_LOW  output_low(PIN_LED5) 
#define LED5_HIGH output_high(PIN_LED5) 
#define LED6_LOW  output_low(PIN_LED6) 
#define LED6_HIGH output_high(PIN_LED6) 
#define LED7_LOW  output_low(PIN_LED7) 
#define LED7_HIGH output_high(PIN_LED7) 
#define LED8_LOW  output_low(PIN_LED8) 
#define LED8_HIGH output_high(PIN_LED8) 
#define LED9_LOW  output_low(PIN_LED9) 
#define LED9_HIGH output_high(PIN_LED9) 
//Pins Botons 
#define BUTTON1    PIN_B4 
#define BUTTON2    PIN_B5 
//Estat Botons 
#define BUTTON1_PRESSED  !input(BUTTON1) 
#define BUTTON2_PRESSED  !input(BUTTON2) 
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Cal tindre en compte que tot està definit en funció de les definicions del 18F4680.h inclòs en les llibreries 
del compilador CCS. Amb aquests defines i el CCS no hi hauria de haver cap mena de complicació per a 
programar firmware per a la placa. 
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10.2. Programació del microcontrolador: 
Per a programar els diversos microcontroladors utilitzats (els 
dos PIC18F4680 de la PICDEM i el PIC18F2680 del prototip) 
s'ha utilitzat la programadora MPLAB ICD2 de Microchip.  
D'aquesta manera ha sigut possible la programació in-circuit 
evitant així haver de treure el controlador de la seva muntura 
(o socket). 
 En el cas de la PICDEM CAN-LIN 2 la programació dels 
controladors ha sigut gairebé immediata (tret de algun petit 
problema degut a la mala compatibilitat de les versions 
antigues del MPLAB amb el Windows 7 64-bit). Per altra banda en el cas del prototip ha calgut adaptar la 
placa al ICSP (In Circuit Serial Programmer) afegint-hi un connector RJ11 i una resistència de 4.7K en 
l'alimentació del pin MCLR per tal d'evitar problemes amb el corrent elèctric durant la programació (on 
ICSP_VPP té un valor de uns 14V).  
Un cop el sistema està preparat i alimentat ja es pot programar. S'ha utilitzat el MPLAB per a carregar el 
codi ja compilat (.hex o .cof en cas de voler opcions de debug) al microcontrolador.  
Figura 10-1: Selecció de programadora. 
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A continuació és necessari seleccionar el dispositiu que es vol programar (en aquest cas serà un 
PIC18F2680) per tal de indicar-li a la programadora per quina ID ha de preguntar. 
 
Per a poder connectar la programadora amb el dispositiu cal anar a Programmer → Connect i veure que 
efectivament s'ha connectat correctament. Si falla segurament es tracti de que s'ha escollit un dispositiu 
incorrecte o bé que el pinout del RJ11 no coincideix amb el del ICD2 (pot ser que el cable de telèfon estigui 
creuat o bé que els pins no estiguin soldats en la posició correcta). 
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Ara cal seleccionar el programa que es vol descarregar al microcontrolador. Per això cal anar a File → 
Import.. i seleccionar el fitxer a descarregar. En aquest cas pot ser un .hex (el programa en assembler) o bé 
un .cof (el programa en assembler amb informació de debug per a poder fer una execució pas a pas del 
codi). 
Un cop importat el codi ja es pot seleccionar Programmer → Connect i el MPLAB ICD2 ja descarregarà el 
programa al dispositiu al que està connectat. Ja es pot desconnectar el ICD2 del dispositiu que aquest rebrà 
el senyal de reset i es posarà en marxa. Ara cal que el codi funcioni! 
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10.3. Programació mòbil: 
Per a poder dur a terme la part de programació mòbil s'ha utilitzat: 
JDK 6 Update 20: Es tracta del kit de desenvolupament de Java Standard Edition. És necessari per tal de 
poder desenvolupar aplicacions basades en Java. 
Java Wireless Toolkit 2.5.2: Utilitat que inclou totes les llibreries necessàries (CLDC 1.0,  MIDP 1.0 i JSR-
82) i el seu compilador. A més també inclou un emulador de telèfons mòbils que tot i que no ha sigut gaire 
utilitzat en cap moment és una opció a tindre en compte. 
Netbeans IDE 6.8: Es tracta de un IDE molt complet que inclou de forma oficial tots els plugins necessaris 
per a poder treballar amb J2ME sense haver de realitzar de forma manual la compilació, el empaquetatge i 
altres passos necessaris per a obtindre l'aplicació final. 
NOTA: Els plugins utilitzats són: Mobility (1.6.1) i Mobility End to End (1.6.1). 
Nokia 6280: Per a acabar ha sigut necessari comptar amb un dispositiu mòbil amb Bluetooth i 
compatibilitat amb Java (al ser un telèfon antic no és compatible amb les últimes versions de les llibreries 
J2ME). 
 Proves sobre el entorn de desenvolupament: HelloMIDlet. 
Primer de tot és recomanable crear una aplicació petita (utilitza poques llibreries i inclou un baix nombre 
de funcionalitats) per tal de familiartizar-se amb el IDE i poder provar tot el entorn de desenvolupament.  
Primer s'ha de crear el projecte: (File → New Project)  
Dintre de la categoria Java ME seleccionem Mobile Application: D'aquesta manera es crearà un MIDlet en 
un entorn de desenvolupament estàndard.  
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També hi ha altres opcions interessants com ara Import Wireless Toolkit Project, Mobile Class Library (en 
cas de voler crear un objecte -no executable directament-) o bé Mobile Project with Existing MIDP Sources. 
Nom i directori:  
El projecte es dirà HelloWorld. Al marcar Create Hello MIDlet s'indica al NetBeans que crei un petit exemple 
completament funcional i simple (simplement mostrarà per pantalla "Hello MIDlet"). 
Emulador i llibreries: 
Per a emular el comportament de l'aplicació es farà servir la plataforma Java Wireless Toolkit i el model de 
telèfon a utilitzar serà el DefaultColorPhone (els models de dispositiu són simples skins que només canvien 
el color i el layout del teclat del emulador). 
També cal seleccionar la configuració (CLDC-1.0 per tal de assegurar la compatibilitat de l'aplicació amb els 
dispositius més antics) i el perfil (MIDP-1.0 per la mateixa raó). 
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Altres opcions: 
No són necessàries, permeten carregar plantilles de configuració (per exemple per a emular l'aplicació en 
un dispositiu amb teclat i demés). No cal seleccionar res. 
Quina feina fa el NetBeans? 
La creació de una aplicació J2ME està dividida en set passos: 
 
Verificació: Al crear una classe, aquesta s'ha de verificar. Aquesta verificació la duu a terme la JVM (Java 
Virtual Machine) per tal de assegurar la correctesa estructural i conceptual dels .class que tingui l'aplicació. 
Empaquetament: Es tracta de dotar a l'aplicació de un descriptor (Manifest) i empaquetar aquesta 
descripció amb la classe verificada (amb això es crea un .jar). A continuació es crearà el arxiu de text  JAD 
(Java Application Descritpor) que conté alguns atributs addicionals sobre l'aplicació (com els MIDlets 
d'aquesta, una descripció i la configuració/perfil de l'aplicació).    
Figura 10-2: Passos per a la creació d'una aplicació J2ME. 
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Així doncs el NetBeans ofereix un entorn agradable per al desenvolupament (un editor enllaçat amb la 
documentació de Java i amb mètodes molt còmodes per a la programació orientada a objectes). A més, 
també s'encarrega de compilar el codi, verificar i empaquetar l'aplicació. 
El empaquetament es pot modificar des de el el NetBeans (Propietats de l'aplicació): 
En el Application Descriptor es poden canviar i afegir atributs (com per exemple el autor). 
Emulació de l'aplicació: 
Un cop realitzats els passos anteriors ja es pot emular el MIDlet. Tal 
com s'ha indicat durant la creació del projecte s'utilitzarà el Java 
Wireless Toolkit.  
Degut a que ja està integrat dins del NetBeans només caldrà polsar el 
botó de Play () i es realitzarà la compilació, verificació, 
empaquetament i execució (sobre el DefaultColorPhone) de la 
aplicació.  
A més, el emulador compta amb una consola de debug sobre la que 
es pot escriure directament (mitjançant la funció de sistema 
System.out.println("Informació de debug");) tot i que no és recomanable 
fer-ho en la aplicació final ja que no es mostra en el dispositiu i pot 
acabar portant problemes a la memòria d'aquest.   
En el cas del codi d'exemple autogenerat per el NetBeans la sortida 
serà: Hello Hello, World! (el primer Hello és el nom de la llista i el 
"Hello Word!" n'és el contingut). 
 
Un cop arribat aquest punt l'entorn de desenvolupament ja està preparat i és completament funcional. 
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11. PLANIFICACIÓ: 
La planificació ha estat marcada per la necessitat d'equipament especific, és a dir, per una banda (sobretot 
en els laboratoris de l'ESAII) es realitzava la part més pràctica del projecte i per altra banda s'anava escrivint 
la documentació de forma totalment paral·lela (d'aquesta manera s'ha pogut treballar en la part pràctica 
gairebé fins al últim dia). 
 Durant els primers dies es van fixar els objectius més generals a assolir:  
 Construir un prototip que permeti realitzar una comunicació CAN-Bluetooth. 
 Comunicar aquest prototip amb un telèfon mòbil. 
 Documentar tot el procés de forma constant. 
D'aquesta manera i a mesura que anava avançant el projecte es van anar fixant les dates: I es que haver-les 
fixat totes al principi era molt difícil ja que partia del total desconeixement de gran part de les matèries del 
projecte (per exemple mai havia dissenyat ni soldat cap tipus de sistema microcontrolat i tampoc havia 
programat mai per a telèfons mòbils). 
11.1. Gantt: 
 
La paral·lelització d'algunes tasques ha sigut possible degut a que es podien realitzar fora dels laboratoris 
del ESAII.  
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12. Anàlisi econòmica: 
 Software (llicències): 
Cadence OrCAD Capture (*Oferta estudiants)     0€ 
CCS C (Compilador inclòs)       361.5€ 
Sun Java jdk 1.6        0€ 
Sun Java Wireless Toolkit 2.5.2       0€ 
Dev-C/C++         0€ 
Microchip MPLab IDE 8.46       0€ 
Netbeans 6.8         0€ 
Microsoft Visio 2007        82€ 
Microchip Can Bit Timing Calculator      0€ 
  
 Hardware: 
Parani SD200         68€ 
Parani ESD200         54.36€ 
PICDEM CAN-LIN 2        105€ 
MPLab ICD-2         160€ 
2xConnector DB9        3€ 
PIC18F2680         7.3€ 
MCP2551         1.32€ 
MAX232         4.5€ 
Connector RJ-11        1€ 
 
 Desenvolupament del projecte: 
   Total hores:   Preu hora:  Total: 
Anàlisi i disseny 60h    40€/h   2400€ 
Desenvolupament 290h    30€/h   8700€ 
Documentació  130h    20€/h   2600€ 
 
 
COST TOTAL DEL PROJECTE:       14547.98€ 
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13. Annexes: 
 Annex 1: Codi PICDEM CAN-LIN 2. 
Main_NodeX.h 
#include "18F4680.h" 
#device ICD=TRUE 
#device adc=8 
 
#FUSES NOWDT             //No Watch Dog Timer 
#FUSES INTRC_IO         //Oscilador intern del PIC com a primari 
#FUSES NOPROTECT    //Codi no protegit de lectura 
 
//Defines especifics de la PICDEM CAN-LIN 2 
//Pins LEDs 
#define PIN_LED1  PIN_D0 
#define PIN_LED2  PIN_D1 
#define PIN_LED3  PIN_D2 
#define PIN_LED4  PIN_D3 
#define PIN_LED5  PIN_D4 
#define PIN_LED6  PIN_D5 
#define PIN_LED7  PIN_D6 
#define PIN_LED8  PIN_D7 
#define PIN_LED9  PIN_C2 
//Estat LEDs 
#define LED1_LOW  output_low(PIN_LED1) 
#define LED1_HIGH output_high(PIN_LED1) 
#define LED2_LOW  output_low(PIN_LED2) 
#define LED2_HIGH output_high(PIN_LED2) 
#define LED3_LOW  output_low(PIN_LED3) 
#define LED3_HIGH output_high(PIN_LED3) 
#define LED4_LOW  output_low(PIN_LED4) 
#define LED4_HIGH output_high(PIN_LED4) 
#define LED5_LOW  output_low(PIN_LED5) 
#define LED5_HIGH output_high(PIN_LED5) 
#define LED6_LOW  output_low(PIN_LED6) 
#define LED6_HIGH output_high(PIN_LED6) 
#define LED7_LOW  output_low(PIN_LED7) 
#define LED7_HIGH output_high(PIN_LED7) 
#define LED8_LOW  output_low(PIN_LED8) 
#define LED8_HIGH output_high(PIN_LED8) 
#define LED9_LOW  output_low(PIN_LED9) 
#define LED9_HIGH output_high(PIN_LED9) 
//Pins Botons 
#define BUTTON1    PIN_B4 
#define BUTTON2    PIN_B5 
//Estat Botons 
#define BUTTON1_PRESSED  !input(BUTTON1) 
#define BUTTON2_PRESSED  !input(BUTTON2) 
//Definicio del delay, necessari per al USART 
#use delay(clock=32000000) 
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//Configuracio del USART com a rs232 
#use rs232(baud=9600,parity=N,xmit=PIN_C6,rcv=PIN_C7,bits=8)  
//Defines del CAN 
#define CAN_DO_DEBUG TRUE                           //Activem el debugger CAN 
#define CAN_USE_EXTENDED_ID FALSE 
 
//Configuracio el CAN a 1Mbps (#Tq=16) 
#define CAN_BRG_SEG_2_PHASE_TS TRUE        //Programable 
#define CAN_BRG_PRESCALAR  0                         //BaudRatePrescaler = 0 
#define CAN_BRG_PROPAGATION_TIME 0          //Propagation Delay = 1 
#define CAN_BRG_PHASE_SEGMENT_1  7           //PropagationSegment1 = 8  
#define CAN_BRG_PHASE_SEGMENT_2  5           //PropagationSegment2 = 6 
#define CAN_BRG_SYNCH_JUMP_WIDTH  0       //Bit de Syncro = 1 
//Crida a la llibreria CAN 
#include "can-18xxx8.c" 
 
//DEFINICIONS PROPIES DE LES ID DELS MISSATGES CAN 
#define ID_N1_B1 0x10 
#define ID_N1_B2 0x11 
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Main_Node1.c 
#include "Main_NodeX.h" 
 
//Definicio dels registres del oscilador  
#byte OSCCON = 0xFD3 
#byte OSCTUNE = 0xF9B  
 
void main(){ 
    //Variables CAN 
    struct rx_stat rxstat; 
    int32 rx_id; 
    //Variables auxiliars 
    int buffer[8]="Hello!"; 
    int rx_len; 
    int i; 
    OSCCON = 0x70;   // 8 MHz, Primary Oscillator 
    OSCTUNE = 0x40;  // PLL ON 
     //setup_oscillator(OSC_8MHZ|OSC_INTRC|OSC_PLL_ON); 
    can_init(); 
 
    while(1){ 
        //Boto 1 premut 
        if(BUTTON1_PRESSED){ 
            //Envia una trama CAN 
            can_putd(ID_N1_B1,    //Amb ID: ID_N1_B1  
                    &buffer[0], //Contingut: buffer 
                    6,             //Longitud: 6 
                    1,             //Prioritat: 1 
                    0,             //ID Extesa: No 
                    0);            //Remote Transmission Request: No 
            delay_ms(300); 
        } 
        //Boto 2 premut 
        if(BUTTON2_PRESSED){ 
            //Envia una trama CAN 
            can_putd(ID_N1_B2, &buffer[0], 6, 1, 0, 0); 
            delay_ms(300); 
        } 
    } 
} 
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Main_Node0.c 
#include "Main_NodeX.h" 
//Definicions per al control del oscilador: 
//Oscillator Control Register 
#byte OSCCON = 0xFD3 
//Oscillator Tune Register 
#byte OSCTUNE = 0xF9B  
void main(){ 
    //Estructures necessaries per al CAN 
    struct rx_stat rxstat; //Estructura de control, indica el estat de una trama 
    int32 rx_id; //ID de trama 
 
    //Variables auxiliars 
    int buffer[8]; //Buffer de recepcio 
    int rx_len; //Longitud de trama rebuda 
    int i; 
 
    //Neteja el buffer 
    for(i=0;i<8;++i)  buffer[i]=0; 
 
    OSCCON = 0x70;   // 8MHz, Oscilador primari 
    OSCTUNE = 0x40;  // PLL ON 
 
    //Inicialitza CAN 
    can_init(); 
    printf("\r\nConfiguracio realitzada correctament. "); 
 
    //Bucle del programa 
    while(1){ 
        //Si hi ha alguna cosa a llegir 
        if (can_kbhit()){ 
            //La llegim 
            if(can_getd(rx_id, &buffer[0], rx_len, rxstat)){ 
                //Mirem les etiquetes 
                switch(rx_id){ 
                    case ID_N1_B1: //Respon al Boto1 del node 1 
                        printf("Node1: Boto1 "); 
                        break; 
                    default: //Qualsevol altra trama 
                        printf("ID Desconeguda: %X ",rx_id); 
                        printf("Longitud: %d ",rx_len); 
                        printf("Cont.: "); 
                        //Imprimeix el buffer 
                        for(i=0;i<rx_len;++i) printf("%X ",buffer[i]); 
                        putc(' '); 
                } 
            } 
        } 
    //En cas de detectar que s'ha premut el boto 1. 
    if(BUTTON1_PRESSED){ 
        //Envia per el USART un avis 
        printf("Node0: Boto1 "); 
        delay_ms(300); 
    } 
  } 
} 
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 Annex 2: Codi client J2ME. 
//Classes a utilitzar 
import java.util.Vector;  
import javax.microedition.lcdui.*; 
import javax.bluetooth.*; 
import javax.microedition.io.*; 
import java.io.*; 
import javax.microedition.midlet.*; 
 
/** 
 * @author Guillem 
 */ 
//Declaracio de la classe BT_Monitor 
public class BT_Monitor extends MIDlet implements CommandListener, Runnable{ 
 
    //Referencia al propi objecte 
    public static BT_Monitor instance; 
    //Referencia a la pantalla 
    public static Display display; 
 
    //Dispositiu local: Es a dir, el propi telèfon 
    LocalDevice device; 
    //Agent de cerca de dispositius 
    DiscoveryAgent agent; 
 
    //Llista de Dispositius Remots (RemoteDevices) descoberts 
    public static Vector devices = new Vector();         
    //Llista de Serveis (ServiceRecord) descoberts per un DispositiuRemot 
    public static Vector services = new Vector(); 
    //Index del DispositiuRemot selecionat actualment 
    public static int selectedDevice = -1; 
    //Connexio de dades 
    private StreamConnection m_StrmConn = null; 
    //Flux de dades d'entrada (InputStream) 
    public InputStream m_Input = null; 
 
    //Llistes (per a mostrar per pantalla) 
    //Menu principal 
    private List Principal; 
    //Llistat dels dispositius trobats 
    private List llista_dispositius; 
    //Llistat de caracters rebuts (del dispositiu remot) 
    private List monitor; 
 
    //Comandes 
    //Enrrere 
    private Command cmBack; 
    //Sortir 
    private Command cmExit; 
    //Escoltar 
    private Command cmListen; 
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    //Cercar 
    private Command cmSearch; 
 
    //boolea per el thread 
    boolean done = false; 
 
    //Constructora de la clase BT_Monitor 
    public BT_Monitor(){ 
        //Inicialitzacio de les llistes 
        Principal = new List("Pulsa per a cercar dispositius.", List.IMPLICIT); 
        llista_dispositius= new List("Dispositius: ",List.IMPLICIT); 
        monitor= new List("Escoltant: ",List.IMPLICIT); 
        //Creacio de les comandes 
        cmListen = new Command("Escoltar", Command.OK, 1); 
        cmSearch = new Command("Cercar Disp.", Command.OK, 1); 
        cmExit = new Command("Sortir", Command.EXIT, 2); 
        cmBack = new Command("Enrere", Command.BACK, 1); 
        //Addicio de aquestes a la llista corresponent 
        Principal.addCommand(cmSearch); 
        Principal.addCommand(cmExit); 
        llista_dispositius.addCommand(cmListen); 
        llista_dispositius.addCommand(cmBack); 
        monitor.addCommand(cmExit); 
        //Fixacio de l'interpret de comandes de totes les llistes. 
        Principal.setCommandListener(this); 
        monitor.setCommandListener(this); 
        llista_dispositius.setCommandListener(this); 
        //Iinstanciacio de ella mateixa 
        instance = this; 
    } 
 
    //RUTINAS DEL MIDLET 
    public void startApp(){ 
        //Mostrem el menu principal 
        display = Display.getDisplay(this); 
        display.setCurrent(Principal); 
    } 
 
    public void pauseApp() { 
    } 
 
    public void destroyApp(boolean unconditional) { 
    } 
 
    //RUTINAS DE UTILITAT 
    //Sortida de la aplicacio 
    public static void quitApp(){ 
        //Destruim la aplicacio mitjancant la instancia a ella mateixa 
        instance.destroyApp(true); 
        instance.notifyDestroyed(); 
        instance = null; 
    } 
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    //Rutina per al tractament de excepcions i com es mostren al usuari 
    public void showExceptionAlert( Exception e, Screen next_screen ){ 
        Alert alert = new Alert( "Problem", "Exception: "+e.getClass().getName()+" "+e.getMessage(), 
null, AlertType.ERROR ); 
        alert.setTimeout( Alert.FOREVER ); 
        display.setCurrent( alert, next_screen ); 
    } 
    //Interpret de comandes 
    public void commandAction(Command co, Displayable d){ 
 
        //La comanda correspon a Cercar Disp. de la llista Principal 
        if(d==Principal && co.getLabel().equals("Cercar Disp.")){ 
            try { 
                //Eliminem els dispositius anteriors 
                devices.removeAllElements(); 
                //Modifiquem la llista (per indicar que estem cercant) 
                borra_llista(Principal); 
                Principal.append("Cercant..", null); 
                display.setCurrent(Principal); 
 
                //obtenim referencia a dispositiu (singleton) 
                device = LocalDevice.getLocalDevice();  
 
                //Posem el mode de descoberta a GIAC 
                device.setDiscoverable(DiscoveryAgent.GIAC); 
 
                //Obtenim la referncia al agent (singleton) 
                agent = device.getDiscoveryAgent();  
 
                //Comencem la descoberta de dispositius i en dirigim la resposta al Listener (la propia 
classe) 
                agent.startInquiry( DiscoveryAgent.GIAC, new Listener() ); 
                 
            }catch ( BluetoothStateException e ){ 
                e.printStackTrace(); 
                showExceptionAlert( e, Principal ); 
            } 
        } 
        //Si rebem la comanda Enrere 
        else if(co.getLabel().equals("Enrere")){ 
            //Tornem al menu inicial 
            borra_llista(Principal); 
            display.setCurrent(Principal); 
        } 
        //Si rebem la comanda Sortir 
        else if(co.getLabel().equals("Sortir")){ 
            quitApp(); 
        } 
        //En cas de rebre la comanda Escoltar des de llista_dispositius 
        else if(d==llista_dispositius && co.getLabel().equals("Escoltar")){ 
            //Selecionem el index indicat per el usuari 
            selectedDevice = llista_dispositius.getSelectedIndex(); 
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            //Eliminem la llista anterior de serveis 
            services.removeAllElements(); 
            //Agafem la referencia al dispositiu 
            RemoteDevice remoteDevice = (RemoteDevice) devices.elementAt( selectedDevice); 
            try { 
                //Busquem serveis SPP RFCOMM (Serial Port Profile per RFCOMM) 
                agent.searchServices( null, //null= atriuts per defecte 
                                  new UUID[]{ new UUID( 0x0003 )  }, //0x0003 = SPP RFCOMM 
                                  remoteDevice, 
                                  new Listener()); //Dirigeix la resposta al Listener 
            } 
            catch (BluetoothStateException ex) { 
                ex.printStackTrace(); 
            } 
        } 
    } 
    //Inici de la connexio amb el dispositiu a escoltar 
    public void connectar_escoltar(){ 
            //llencem thread (veure run()) 
            Thread t = new Thread( this ); 
            t.start(); 
    } 
    //Accio activa mentre escoltem a un dispositiu 
    public void run(){ 
 
           //Seleccionem el primer (i en aquest marc unic) servei disponible 
           ServiceRecord r = (ServiceRecord) services.elementAt( 0 ); 
 
           //Obtenim la url del servei concret en el dispositiu remot 
           String url  = r.getConnectionURL(ServiceRecord.NOAUTHENTICATE_NOENCRYPT, false ); 
 
        try{ 
            //Establim la connexio amb el dispositiu remot (i amb el servei donat) 
            m_StrmConn = (StreamConnection) Connector.open( url ); 
            //Informem al usuari de que ens conectem 
            Alert alert = new Alert( "Info", r.getConnectionURL( 
ServiceRecord.NOAUTHENTICATE_NOENCRYPT, false ), null, AlertType.INFO ); 
            alert.setTimeout( Alert.FOREVER ); 
            display.setCurrent( alert, monitor); 
 
            //Obrim un canal (o flux) d'entrada de dades 
            m_Input = m_StrmConn.openInputStream(); 
 
            //Avisem que estem a l'espera de dades 
            monitor.append("[Esperant missatges]", null ); 
 
        } catch (Exception e){ 
            e.printStackTrace(); 
            showExceptionAlert( e, Principal ); 
        } 
        while(!done){ 
            try{ 
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                byte[] data = new byte[128]; 
                //Llegim la entrada en forma de raw data 
                int ch = m_Input.read(data); 
                for(int i=0; i<ch/16; ++i){ 
                    //Escrivim el buffer en UTF-8 
                    monitor.append( new String(data,i*16,16,"UTF-8"), null ); 
                } 
                monitor.append( new String(data,(ch/16)*16,(ch%16)+1,"UTF-8"), null ); 
                monitor.setSelectedIndex(monitor.size()-1, true); 
            }catch(Exception e){ 
                e.printStackTrace(); 
                showExceptionAlert(e, monitor ); 
                return; 
            } 
        } 
        try{ 
            //Tanquem la connexio 
            m_StrmConn.close(); 
            //canviem a la pantalla inicial. 
            display.setCurrent( Principal ); 
        }catch(Exception e){ 
            e.printStackTrace(); 
            showExceptionAlert(e, monitor ); 
            return; 
        } 
    } 
    //UTILITATS 
    //Simplement elimina tots els elements de una llista donada 
    void borra_llista(List l){ 
        for(int i=0; i<l.size();++i){ 
            l.delete(i); 
        } 
    } 
 
    //BLUETOOTH LISTENER 
    //AQUESTS METODES ES CRIDEN AUTOMATICAMENT  
    class Listener implements DiscoveryListener{ 
         
        //Quan el discovery agent troba un dispositiu 
        public void deviceDiscovered(RemoteDevice rDevice, DeviceClass cod){ 
            //L'afegim a la llista de dispositius 
            devices.addElement( rDevice ); 
        } 
 
        //Cerca completada 
        public void inquiryCompleted(int discType){ 
            if ( devices.size() == 0 ){ 
                //Si no trobem res avisem al usuari  
                Alert alert = new Alert( "Problem!", "No Bluetooth device found", null, AlertType.INFO 
); 
                alert.setTimeout(3000); 
                display.setCurrent( alert, Principal ); 
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            }else{ 
                //Borrem la llista 
                borra_llista(llista_dispositius); 
                //La omplim amb tots els dispositius trobats 
                for (int i = 0; i < devices.size(); i++) { 
                    try { 
                        //Per a cada dispositiu n'agafem una referencia... 
                        RemoteDevice device =(RemoteDevice) devices.elementAt(i); 
                        //...i n'escrivim el nom a la llista. 
                        String name = device.getFriendlyName(false); 
                        llista_dispositius.append(name, null); 
                        display.setCurrent(llista_dispositius); 
                    } 
                    catch (Exception e) { 
                        e.printStackTrace(); 
                    } 
                } 
            } 
        } 
 
        //Cada cop que es descobreixi un servei en un dispositiu remot 
        public void servicesDiscovered(int transID, ServiceRecord[] servRecord){ 
            for ( int i=0; i< servRecord.length;  i ++ ){ 
                //N'obtenim una referencia... 
                ServiceRecord record = servRecord[i]; 
                //...l'emmagatzemem per a futurs usos 
                services.addElement( record ); 
            } 
        } 
 
        //Un cop que s'hagin trobat ja tots els serveis en un dispositiu remot 
        public void serviceSearchCompleted(int transID, int respCode){ 
            if ( services.size() > 0 ){ 
                //Si en trobem al menys un ja sabem (en aquest marc de treball) 
                //que es el SPP RFCOMM. 
                connectar_escoltar(); 
            }else{ 
                //No s'ha trobat cap servei (de cap tipus), s'avisa al usuari 
                Alert alert = new Alert( "Problema!", "No hi ha cap servei SPP", null, AlertType.INFO ); 
                alert.setTimeout(3000); 
                display.setCurrent( alert, Principal ); 
            } 
        } 
    } 
} 
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Annex 3: Establiment de connexio Bluetooth. 
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 Annex 4: Passos a realitzar per a un client/servidor sobre JSR-82. 
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 Annex 5: Primer esquema electrònic. 
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 Annex 6: Aplicació J2ME final. 
GUI.java 
import java.util.Vector; 
import javax.microedition.lcdui.*; 
import javax.bluetooth.*; 
 
public class GUI { 
 
    Display display; 
    public Form Main; 
    public Form Monitor; 
    public int Monitor_a_escoltar; 
 
    public Form Monitor_A; 
    public Form Monitor_C; 
    private StringItem stIt_CID; 
    private StringItem stIt_CDATA; 
    public Form Monitor_V; 
    private StringItem stIt_V; 
 
    Command cm_Inquiry = new Command("Cercar", Command.OK, 1); 
    Command cm_Listen = new Command("Escoltar", Command.OK, 1); 
    Command cm_Back = new Command("Enrrere", Command.BACK, 1); 
    Command cm_Return = new Command("Canviar", Command.BACK, 1); 
    Command cm_Exit = new Command("Sortir", Command.EXIT, 1); 
     
    private Gauge gaProgress; 
    private ChoiceGroup chList; 
    private StringItem stIt; 
    private Image img, img2; 
    private ImageItem itImg, itImg2; 
     
    public GUI (Display d){ 
        display=d; 
        Main = new Form ("Aplicació CAN-BlueTooth"); 
        Main.addCommand(cm_Exit); 
        Main.addCommand(cm_Inquiry); 
        this.borra_form(Main); 
        try { 
            img = Image.createImage("/eco.png"); 
            itImg = new ImageItem(null, img, ImageItem.LAYOUT_CENTER, "Eco Logo"); 
            Main.append(itImg); 
            Main.append("Prem el botó de cerca per a començar el Inquiry mitjançant BlueTooth. \n"); 
            img2 = Image.createImage("/bt.png"); 
            itImg2 = new ImageItem(null, img2, ImageItem.LAYOUT_CENTER, "Eco Logo"); 
            Main.append(itImg2); 
        } 
        catch (Exception e){ 
            this.showExceptionAlert(e); 
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        } 
        Main.setCommandListener( Controller.instance ); 
        Monitor_a_escoltar=-1; 
        display.setCurrent(Main); 
    } 
 
    public void borra_form(Form f){ 
        int i=0; 
        for(; i<f.size();++i){ 
            f.delete(i); 
        } 
    } 
 
    public void actualitza_monitor (String s){ 
        String s2 = new String(); 
        /*FORMATS 
         V = Velocitat = VXX on XX es la velocitat entre "00" i "30" 
         A = text ASCII = AX on X es un string 
         C = Trama CAN = CIIILDDDDDDDD on I = ID, L = Longitud i hi hi ha tants 
             D com L indiqui*/ 
        //Mirem de que es tracta: V = Velocitat 
        if(Monitor_a_escoltar == 0 && s.charAt(0) == 'V'){ 
            s2 = s.substring(1, 3); 
            int n = (s.charAt(1)-'0')*10 + (s.charAt(2)-'0'); 
             
            gaProgress.setValue(n); 
            stIt_V.setText(s2 + " Km/h"); 
            display.setCurrent(Monitor_V); 
        } 
        else if(Monitor_a_escoltar == 1 && s.charAt(0) == 'A'){ 
            s2 = s.substring(1); 
            Monitor_A.append(s2+'\n'); 
            display.setCurrent(Monitor_A); 
        } 
        else if(Monitor_a_escoltar == 2 && s.charAt(0) == 'C'){ 
            s2 = s.substring(1,4); 
            stIt_CID.setText("0x" + s2); 
            s2 = s.substring(4,5); 
            stIt_CDATA.setLabel("Dades (L="+s2+"): "); 
            if(s2.equals("0")) stIt_CDATA.setText(null); 
            else{ 
                s2 = s.substring(5); 
                stIt_CDATA.setText("0x" + s2); 
                display.setCurrent(Monitor_C); 
            } 
        } 
    } 
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public void inici_monitor(){ 
        Main.removeCommand(cm_Listen); 
        this.borra_form(Main); 
        Monitor_a_escoltar=-1; 
        Monitor = new Form("Monitoritzant:"); 
        Monitor.addCommand(cm_Back); 
        Monitor.addCommand(cm_Listen); 
 
        chList = new ChoiceGroup("Monitoritzar:",Choice.EXCLUSIVE); 
        chList.append("Velocitat", null); 
        chList.append("ASCII", null); 
        chList.append("CAN", null); 
        Monitor.append("Sel·lecció del recurs a controlar:"); 
        Monitor.append(chList); 
        Monitor.setCommandListener( Controller.instance ); 
        Monitor.append("Per a escollir el tipus de informació a rebre premer el botó d'Opcions i 
seleccionar Escoltar \n "); 
 
        Monitor_V = new Form("Control de velocitat"); 
        Monitor_V.addCommand(cm_Return); 
        gaProgress = new Gauge(null,false,30,1); 
        stIt_V = new StringItem("Velocitat: ",null); 
        Monitor_V.append(gaProgress); 
        Monitor_V.append(stIt_V); 
        Monitor_V.setCommandListener( Controller.instance ); 
 
        Monitor_A = new Form("ASCII Text:"); 
        Monitor_A.addCommand(cm_Return); 
        Monitor_A.setCommandListener( Controller.instance ); 
 
        Monitor_C = new Form("CAN Tester:"); 
        Monitor_C.addCommand(cm_Return); 
        stIt_CID = new StringItem("ID: ",null); 
        stIt_CDATA = new StringItem(null,null); 
        Monitor_C.append(stIt_CID); 
        Monitor_C.append(stIt_CDATA); 
        Monitor_C.setCommandListener( Controller.instance ); 
 
        display.setCurrent(Monitor); 
    } 
     
    public int index_seleccionat(){ 
        int i = chList.getSelectedIndex(); 
        return i; 
    } 
 
    public void inici_cerca(){ 
        this.borra_form(Main); 
        Main.append("Cercant dispositius... \n"); 
    } 
 
    
"Interfície CAN-Bluetooth per al control i monitorització d'una bicicleta ecològica." per Guillem Viñals Gangolells 
  Pàgina 145 de 150 
public void nou_dispositiu(){ 
        Main.append("Trobat un dispositiu nou!\n"); 
    } 
 
public void mostra_dispositius (Vector devices){ 
        Main = new Form("Visualització de dispositius:"); 
        Main.addCommand(cm_Listen); 
        Main.addCommand(cm_Back); 
        Main.append("La cerca ha estat un éxit, s'han trobat dispositius: \n"); 
        chList= new ChoiceGroup("[Dispositus propers]", Choice.EXCLUSIVE); 
        //La omplim amb tots els dispositius trobats 
        for (int i = 0; i < devices.size(); i++) { 
            try { 
                    //Per a cada dispositiu n'agafem una referencia... 
                    RemoteDevice device =(RemoteDevice) devices.elementAt(i); 
                    //...i n'escrivim el nom a la llista. 
                    String name = device.getFriendlyName(false); 
                    chList.append(name,null); 
            } 
            catch (Exception e) { 
                    e.printStackTrace(); 
                    this.showExceptionAlert(e); 
            } 
        } 
        Main.append(chList); 
        Main.append("Selecciona un dispositiu de la llista.\n"); 
        Main.setCommandListener( Controller.instance ); 
        display.setCurrent(Main); 
    } 
 
    public void showExceptionAlert( Exception e){ 
  Alert alert = new Alert( "Problema", "Excepció: "+e.getClass().getName()+" 
"+e.getMessage(), null, AlertType.ERROR ); 
  alert.setTimeout( Alert.FOREVER ); 
  display.setCurrent( alert, Main ); 
    } 
} 
 
Per a veure el codi del controlador veure el projecte PFC_Demo_3. Allà està inclòs tot el codi sencer de 
l'aplicació. 
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 Annex 7: Disseny electrònic final. 
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14. Referències i webgrafia. 
Per a ampliar (o consultar les fonts de) tota la informació donada en aquest projecte, es recomana la visita 
als enllaços següents: 
Especificació Bluetooth: 
 Es tracta d’un recull de tots els documents referents a l’especificació del Bluetooth. Sense cap 
dubte és el document més acurat i exhaustiu que es pot trobar a la xarxa. 
 http://bluetooth.com/English/Technology/Building/Pages/Specification.aspx 
Referència general Bluetooth: 
 Aquest enllaç conté un resum tecnològic molt complert sobre el Bluetooth. És ideal per a poder 
complementar l’informació llegida en aquesta memòria. 
 http://bluetooth.com/English/Technology/Works/Pages/default.aspx 
Especificació CAN: 
 El document en qüestió conté l’especificació (2.0A i 2.0B) del protocol CAN segons Bosch. 
 http://www.semiconductors.bosch.de/pdf/can2spec.pdf 
Modulació DPSK (i variants): 
 Article de la wikipedia complert i senzill de seguir sobre els diversos tipus de modulació PSK.  
 http://en.wikipedia.org/wiki/DQPSK 
Modulació GFSK: 
 Document complet i molt acurat sobre la modulació GFSK i la seva implementació. La introducció 
serveix per a rebre una bona visió global del tema. 
 http://cdcpc.ce.ncu.edu.tw/publication/spl09.pdf (Introducció) 
Multiplexació FHSS: 
 Article sobre el salt de freqüencies en la banda ISM. Sobretot resulta útil de cara a aclarir idees i 
conceptes. 
 http://kom.aau.dk/~petarp/papers/DAFH-AFR.pdf  
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15. Glossari: 
π/4-DQPSK: Diferential Quadrature Phase Shift Keying 
8DPSK: Diferential Phase Shift Keying 
ACL: Asynchronous Connectionless Link  
API: Aplication Programming Interface 
AWT: Abstract Window Toolkit 
BR: Basic Rate 
CAN: Controller Area Network 
CDC: Connected Device Configuration 
CLDC: Connected Limited Device Configuration 
CRC: Cyclic Redundancy Check 
CSMA/CD: Carrier Sense Mutiple Acces / Collision Detection 
DB9: D-sub 9 
EDR: Enhanced Data Rate 
EOF: End of Frame 
FHS: Frequency Hopping Synchronization 
FHSS: Frequency Hopping Spread Spectrum  
GFSK: Gausian Frequency Shift Keying 
GUI: Graphical User Interface 
HCI: Host Controller Interface 
ISM: Industrial, Scientifical and Medical 
ISO: International Organization for Standarization 
J2ME: Java Micro Edition. 
J2SE: Java Standard Edition 
JVM: Java Virtual Machine 
KVM: Java Virtual Machine (El “kernel” del J2ME) 
L2CAP: Logical Link Controller and Adaptation Protocol  
LCDUI: Liquid Crystal Display User Interface 
LLC: Logical Link Control  
LMP: Link Management Protocol 
MAC: Medium Acces Control  
MDI: Medium Dependent Interface 
MIDP: Mobile Information Device Profile 
NRZ: Non Return to Zero 
OSI: Open Systems Interconnection 
OTG: On-The-Go (Normativa USB) 
PMA: Physical Medium Attachment 
PSK: Phase Shift Keying 
REC: Reception Error Counter 
RFCOMM: Radio Frequency Communication 
RJW: Resynchronization Jump Width 
RS232: Recommended Standard 
SCO: Synchronous Connection Oriented link   
SDP: Service Discovery Protocol 
SOF: Start of Frame 
SPP: Serial Port Profile 
TDD: Time Division Duplex 
TEC: Transmision Error Counter 
TQ: Time Quantum (en plural Time Quanta) 
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USB: Universal Serial Bus 
WPAN: Wireless Private Area Network 
