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Abstract. Este estudio consistió en la extensión del marco de trabajo Scrum con 
prácticas Clean Architecture (Scrum-CA) para mejorar la mantenibilidad de soft-
ware. Metodológicamente, en este estudio: i) se identificaron los requerimientos 
que Scrum-CA debía satisfacer; ii) identificación de los aspectos (artefactos y/o 
actividades) Scrum a extender, iii) especificar el marco de trabajo extendido; y, 
iv) validar la propuesta mediante un caso de estudio. A nivel de marco de trabajo 
extendido, esta propuesta considera la formulación de un contexto de negocio 
como insumo al Product Backlog. La especificación de tareas en el Sprint ba-
cklog se delimito por su contexto para obtener una alta cohesión en el diseño de 
la arquitectura, así como la división en 4 espacios (infraestructura, controladores, 
aplicación y dominio) para que en el desarrollo de los Sprint se permita el logro 
de una arquitectura mantenible, cuestión que a priori los equipos Scrum deben 
definir empíricamente. Se añaden los principios SOLID en la implementación del 
producto dentro de los Sprint y se guarda coherencia entre la planificación de los 
requerimientos y el logro de la arquitectura del producto. Scrum-CA se validó a 
través de un proyecto de implementación en una entidad estatal peruana de al-
cance nacional. Los resultados concluyen una mejora de la mantenibilidad del 
software del proyecto, del Sprint1 al Sprint2, bajando la duplicidad de código de 
4.8% a 3.5%, de 31 bloques duplicados a 9, una deuda técnica de 6.3% a 1.3%. 
Asimismo, es necesario repetir Scrum-CA en otros proyectos para generar un 
estándar. 
Keywords: Scrum, Scrum extended, Clean architecture, software maintainabil-
ity 
1 Introducción 
La tendencia tecnológica de la Industria 4.0 está impulsando cambios e innovaciones 
disruptivas en tiempos cada vez más cortos [1]. En ese sentido, existe hoy un sentido 
mayor de urgencia de adaptarse a los cambios de la sociedad y los mercados; como, por 
ejemplo, entre ellas por citar una, la coyuntura de la COVID 19, que obliga a las orga-
nizaciones a cambiar en la forma de interactuar con sus usuarios y/o clientes, socios de 
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negocios [2], debido a las condiciones sociales y sanitarias que se necesita para su mi-
tigación. En ese orden de ideas, las tecnologías de la información son vitales para la 
transformación digital de las organizaciones, teniendo la cada vez más necesidad de 
crear y utilizar nuevos contenidos, aplicaciones y / o servicios mediante el uso de tec-
nologías que soporten sus procesos de negocios, con la finalidad de mantener una ven-
taja competitiva [3]. Es también cierto que, si las organizaciones crecen con el tiempo 
en tamaño y complejidad, el software también debe cambiar para adaptarse a las nuevas 
necesidades [4], esto quiere decir que el software para seguir siendo considerado un 
adecuado soporte debe cumplir con criterios de calidad basado en estándares que elon-
guen su vida operativa. 
 
Todo sistema de información es el fruto de seguir un proceso de desarrollo [5]; donde 
los requerimientos llegan al final del ciclo de vida convertidos en producto. Cada acti-
vidad del ciclo de vida debe estar orientado al logro que se espera del producto para 
una adecuada operación en su vida útil. Como se decía anteriormente, todo software 
cambia en el tiempo puede ser durante el desarrollo del proyecto o cuándo está en pro-
ducción [6]. Entonces si es cierto que es necesario que el software se mantenga en el 
tiempo, las actividades del ciclo de vida deberían tener en cuenta prácticas que permitan 
una adecuada mantenibilidad de su arquitectura. Un efecto de no conseguir un producto 
mantenible en el tiempo, definitivamente va a comprometer más recursos, se eviden-
ciará poca integración con otros sistemas de información, hasta tener que crear nuevo 
software por el hecho que no es mantenible. 
 
Es necesario mencionar que los requerimientos son el elemento principal que orienta 
todos los esfuerzos en los procesos desarrollo de software. En base a ellos se formula 
la arquitectura del software a producir, que evoluciona a medida que se desarrollan las 
actividades del ciclo de vida [7]. Existen cambios que pueden introducirse en cualquier 
iteración bajo un protocolo de gestión de cambios; pueden tener un impacto diferente 
en el proyecto, desde cambios en una clase hasta la redefinición de funcionalidades, lo 
que no cabe duda es que todas ellas afectan la arquitectura del producto, donde los 
efectos pueden ser indeseables como: alto el grado de acoplamiento entre componentes 
poca independencia de la interfaces de usuario, librerías externas y de base de datos, 
poca facilidad de probar funcionalidades, poca flexibilidad para añadir o remover fun-
cionalidades, así como para corregir errores; o en todo caso, los efectos podrán verse 
en la futura mantenibilidad cuando el producto esté en producción [8]. 
 
Lo anterior coloca la idea de la necesidad de que se piense en la arquitectura y las tareas 
necesarias desde etapas más tempranas e intermedias del desarrollo de un software será 
mejor. En ese sentido, lo propuesto por Martin [9] con el tema de arquitecturas limpias 
permite pensar en la arquitectura como un tema transversal del desarrollo de software, 
y no como actividades puntuales y discretas. 
 
Por otro lado, Scrum es el marco de trabajo más utilizado en la actualidad en el desa-
rrollo de software [10]. Entre las bondades de Scrum tenemos que divide el trabajo en 
partes pequeñas, fomenta la interacción con el cliente y la entrega de un producto de 
6 
forma iterativa incremental permitiendo generar valor en plazos cortos [11] Es bueno 
indicar a priori que Scrum no tiene un enfoque a temas específicos concerniente a la 
arquitectura en software [12]. En ese sentido Martin [9] dice que de todos los aspectos 
de software, el mantenimiento es el más costoso [13], porque el software con el tiempo 
va cambiando en funcionalidades y van apareciendo defectos, librerías obsoletas que 
se tiene que actualizar, reemplazar y que requieren de una inversión grande en recursos 
humanos y tiempo. en ese sentido dedicar tiempo para diseñar una buena arquitectura 
al inicio del proyecto propenderá a garantizar una mejor mantenibilidad. 
 
Por lo expresado anteriormente, el objetivo de este artículo es reportar la extensión del 
marco de trabajo Scrum con prácticas de Clean Architecture para la mantenibilidad del 
software; constituyéndose esta extensión en el aporte principal de esta investigación.  
 
La importancia de esta investigación; porque proveerá de una alternativa que potencie 
Scrum en términos de arquitectura de software desde las etapas tempranas de los re-
querimientos y  cumpla con criterios de mantenibilidad, y no posponer el tema para el 
análisis y diseño del producto, o peor aún, para el periodo de pruebas; así mismo, este 
estudio servirá de línea de base para posteriores investigaciones en gestión de requeri-
mientos, arquitecturas de software, utilización de inteligencia artificial, madurez de 
procesos de software, etc.  Por otro lado, los beneficios para cualquier organización que 
cumpla los principios de arquitectura limpia en un proyecto de software se pueden evi-
denciarse de forma indirecta así, por ejemplo, en el ahorro de recursos, en el tiempo 
utilizado para entender y mantener el software. De igual forma garantiza la posibilidad 
de posponer o desechar decisiones tecnológicas, garantizando un mínimo impacto en 
los cambios que pueda experimentar el software. Por último, los logros del objetivo se 
reseñan a través de la ejecución de un caso de estudio en una entidad estatal peruana. 
 
1.1 Antecedentes 
Taghi et.al [14], en su estudio “Adapting Scrum Process with 7C Knowledge Manage-
ment Model”  tuvo como objetivo gestionar el conocimiento en SCRUM adaptando el 
ciclo de desarrollo de Scrum con el modelo de gestión del conocimiento de las 7C, 
obteniendo como resultado que el modelo de las 7C se podría adaptar al marco de tra-
bajo de Scrum. 
 
Alotaibi [15] en su estudio de “Modelling Security Requirements Through Exten-ding 
Scrum Agile Development Framework” tuvo como objetivo en desarrollar un método 
para extender SCRUM, añadiendo las mejores prácticas de seguridad en los requisitos 
iniciales y durante el ciclo de desarrollo de Scrum, obteniendo como resultado que la 
inclusión de requerimientos de seguridad y el Rol de Security Owner tuvo un efecto 
positivo en el ciclo de desarrollo de Scrum. 
 
Según Robert et al [16], en su investigación “Agile in distress: Architecture to the res-
cue” que tuvo como finalidad demostrar que un enfoque temprano y continuo en la 
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arquitectura del software permite a la organización desarrollar el enfoque ágil y mini-
mizar el impacto de los riesgos en los constantes cambios. obteniendo como resultado 
que la arquitectura permite un desarrollo ágil que es un factor clave para el éxito del 
proyecto, la dedicación de esfuerzo en diseñar una arquitectura que pueda soportar los 
cambios persistentes se realiza en cada iteración de las practicas agiles. 
 
1.2 Mantenibilidad de software 
La calidad del producto software se puede definir como el grado en que dicho producto 
satisface los requisitos de los usuarios y además de los atributos no funcionales del 
software. La mantenibilidad del software está definida como la facilidad con la que se 
puede añadir funcionalidades, corregir errores de un producto de software [7]. 
 
Además Martínez, et al [13] afirman que las actividades de mantenimiento consume 
una gran parte del esfuerzo en el ciclo de vida software. De acuerdo con Udya [17], 
afirman que el diseño de la arquitectura es el primer paso en el desarrollo de software 
por consiguiente medir la calidad en el diseño de la arquitectura ayudará a determinar 
la calidad del software 
 
Alkharabsheh et al [18], en su estudio de “Software Design Smell Detection a systema-
tic mapping study” tuvo como objetivo detectar  los defecto de diseño que afecten ne-
gativamente a los atributos de calidad del software, como la comprensibilidad, la capa-
cidad de prueba, la extensibilidad, la reutilización y la capacidad de mantenimiento, 
obteniendo como resultado que Design Smell Detection influye positivamente en los 
atributos de calidad del software. 
 
1.3 Arquitectura Limpias  
La arquitectura de software es la forma como se organiza y se interrelacionan entre los 
componentes que lo conforman [7]. 
 
Las Clean Architecture son una serie de reglas y principios para que una Architecture 
de software sea considerado limpia, cuya finalidad es que sea mantenible. Para ello se 
basan en los principios de separación de responsabilidades, permitiendo separar los ele-
mentos de la arquitectura en capas interdependiente las cuales son: capa de Frameworks 
y Drivers que es la capa más externa donde están los componentes que pueden cambiar 
fácilmente, seguido de la capa de Adaptadores de Interfaz, seguidamente la capa de 
Caso de Usos del Sistema y finalmente la capa de Entidades, cada capa debe cumplir 
la regla de dependencia de afuera hacia el centro y no al revés, en ese sentido la capa 
de Entidad no sabe nada de la infraestructura ni de las IU, las CA tiene como funda-
mento los principios SOLID que nos permite gestionar los problemas de diseño de soft-
ware que se presentan en el desarrollo del mismo, la finalidad de las CA es diseñar 
aplicaciones modulares con bajo acoplamiento y alta cohesión, independientes de la 
infraestructura, como bases de datos y UI, Web, etc.  de esa manera la aplicación satis-
face las necesidades de los clientes proporcionando flexibilidad de mantener y extender 
funcionalidades así como también de probar [9]. 
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Las Clean Architecture se caracterizan por ser: 
 
Independiente de frameworks: la arquitectura no depende de librerías ni framework, 
estos solo son herramientas y el cambio de estas no deben impactar en la lógica de 
negocio. 
Comprobable: las reglas de negocio se deben probar independientemente de la UI, 
base de datos. 
Independiente de la UI: la UI puede cambiar sin afectar a la lógica del negocio 
Independiente de la base de datos: se puede cambiar de base de datos, con un mínimo 
de esfuerzo, porque la lógica de negocio no depende de las bases de datos. 
Independiente de cualquier agencia externa: la regla de negocio no sabe de las interfa-
ces externas. 
 
Las CA están dividido por capas, las cuales están definidos por círculos externos que 
forman los mecanismos, los círculos internos son políticas de negocios, la dependencia 
debe ser hacia el centro y los elementos de círculos internos no deben saber nada sobre 
los elementos externos, así mismo las CA tiene como base los principios de diseño 
SOLID [9]. 
 
Las capas de Clean Architecture son: 
 
Entidades: Es la capa central de la arquitectura CA, es la que contiene la lógica de 
negocio de la empresa, donde están definido las reglas de alto nivel las mismas, que 
son menos propenso cambiar ni tampoco le afectaría si existiera un elemento de la capa 
de Framework y Driver 
 
Casos de Usos: Esta capa contiene todas las reglas específicas de la aplicación, donde 
se implementa todos los casos de uso del sistema. Además, esta capa permite el flujo 
de datos hacia y desde las entidades. 
 
Adaptadores de Interfaz: Esta capa evita que exista una dependencia directa hacia los 
elementos internos y externos de la aplicación. 
 
Frameworks y Drivers: Esta capa es la más externa del modelo de Clean Architecture, 
donde están los elementos que tiendan a cambiar con mayor frecuencia, como por ejem-
plo las bases de datos, frameworks, el cambio de uno de estos elementos no afecta a las 
reglas de negocio. 
  
1.4 Marco de trabajo Scrum 
Scrum es un marco de trabajo para el desarrollo Ágil de productos de software. Se basa 
en los principios, prácticas y valores ágiles, para la entrega de un producto terminado y 
con un alto valor en el menor tiempo, además permite rápidamente y repetidas veces 
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inspeccionar el trabajo realizado así mismo brinda autonomía al equipo para determinar 
la mejor manera de entregar funcionalidades [11]. 
 
1.5 Prácticas de Arquitecturas Limpias y marco de trabajo de Scrum 
El modelo de desarrollo de software tradicionales tales como cascada, prototipos, ite-
rativo incremental, proceso unificado, etc., se caracteriza por seguir un plan definido 
que no cambian son rígidos, donde se  tienen como primera actividad el identificar los 
requisitos y en base a ello se hace un plan fijando hitos, y por cada hito existe un con-
junto de artefactos a entregar [7]. En estos modelos de proceso de desarrollo son com-
plejos carecen de flexibilidad, genera muchas documentaciones y se corre el riesgo de 
tener la documentación desactualizada, estos procesos son muy burocráticos y están 
orientados para proyecto donde los requisitos no cambian con frecuencia. 
 
Para proyectos que se caracterizan por tener requisitos cambiantes, y poca claridad al 
principio están los procesos de desarrollo ágil entre ellos tenemos a Scrum que es un 
marco de trabajo para desarrollar productos complejos que tiene requisitos cambiantes 
[11]. en ese sentido Staron et al [8] nos dice que los principios del desarrollo ágil cada 
son vez son más utilizados para proyecto grandes de desarrollo de software, pero que 
al tener equipos autoorganizados que desarrollan estos proyecto existe el riesgo que las 
dependencias arquitectónicas entre los componentes de software se vuelvan cada vez 
más difícil de mantener. En ese sentido se requiere extender el marco de trabajo de 
Scrum con prácticas de Clean Architecture para facilitar el desarrollo de una arquitec-
tura con bajo acoplamiento y alta cohesión que se adapte a estos entornos de trabajo 
cambiante y que no requieran un alto esfuerzo para su implementación conforme va 
creciendo en funcionalidades el software. 
 
En la presente investigación se realizó con Clean Architecture porque los principios y 
reglas aportan para diseñar de una arquitectura de software limpia, porque nos permite 
separar la lógica del dominio de toda la infraestructura así como la organización de los 
componentes por su contexto delimitado, permitiendo dividir el modelo en pequeñas 
piezas para obtener una alta cohesión y bajar el acoplamiento entre componentes, de tal 
manera que la lógica del negocio se traslade a la arquitectura del producto, con la fina-
lidad de que tanto las entidades y casos de uso lo define el propio negocio, y puede ser 
entendió por los usuarios de negocio así también por el equipo de desarrollo de esta 
forma se habla un mismo lenguaje [9] las prácticas de Clean Architecture se puede 
aplicar para para cualquier tipo de arquitectura de software así como en las arquitecturas 
de Event-driven Architecture, Event Sourcing o arquitectura microservicios, las CA 
brindan principios y reglas para que una arquitectura sea llamada limpia,  cabe resaltar 
que la implementación con estos paradigmas de Architecture puede llevar una curva de 
aprendizaje mediamente alto, así como un cambio de paradigmas a la hora de progra-
mar en algunos como por ejemplo Event Sourcing  requiere de un complejo diseño 
gestión de errores para que no haya inconsistencias por alguna caída de unos de los 
servicios interrelacionado [19], o las tradicionales forma de trabajo (3 capas, N capas, 
etc) que tienen alto acoplamiento que añade una complejidad para la mantenibilidad del 
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software [19]. así mismo las CA se puede aplicar para desarrollos de aplicaciones web, 
móvil. Una de las bondades que obtenemos con las prácticas de Clean Architecture es 
que no importa donde lo vayas a desarrollar, más conocido como cross platform. 
2 Metodología 
Esta investigación consistió en el diseño de 4 etapas: i) identificación de requerimientos 
y prácticas de Clean Architecture; ii) identificación de aspectos de Scrum a extender; 
iii) especificación el marco de trabajo extendido; y, iv) validación del marco de trabajo 
extendido en un caso de estudio. 
 
En lo concerniente a la primera etapa, se efectuó una revisión de fuentes de referencia 
de forma indagatoria y que estén relacionados a Scrum y arquitectura de software, para 
luego consolidar los resultados y extraer de ellos los requerimientos que sean necesarios 
para la extensión materia de este artículo. Asimismo, se efectuó una consulta a profe-
sionales con el mismo propósito. 
 
Respecto a la etapa 2, se relacionaron los requerimientos identificados con los aspectos 
Scrum (artefactos y actividades), de modo tal que se desprenda de dicho análisis la 
acción a emprender, como agregar un elemento nuevo a un artefacto o actividad (A), o 
extender (E) el propósito mediante una especificación.  
 
En la etapa 3, se detalla en que consiste la especificación de los elementos agrega-dos 
y/o extendidos y que están articulados al bosquejo del marco de trabajo Scrum exten-
dido con Clean Architecture que esta investigación propone y presenta. Así mismo, se 
describe el flujo de trabajo del marco de trabajo extendido. Cabe precisar que esta in-
vestigación no propone un nuevo Scrum, o desnaturaliza su propósito; sino que, basán-
dose en los principios ágiles y flujo de trabajo conocido de él, lo extiende para poten-
ciarlo. Se entiende, que para esta propuesta sea estándar, necesita que se lo experimente 
múltiples veces. 
 
Por último, en la etapa 4, para ver el comportamiento del marco de trabajo extendido 
es necesario verlo en acción en un caso de estudio; a través de un caso de negocio, el 
cual es presentado en la sección 4.4 que cuenta con una descripción como tal y de su 
alcance también; luego, se ejecuta el marco de trabajo; finalmente, se reportan los re-
sultados obtenidos de su aplicación y sus efectos en la mantenibilidad del software 
construido. 
3 Resultados 
3.1 Identificación de requerimientos y prácticas de Clean Architecture 
Scrum es un marco de trabajo que parte de la identificación de requerimientos, pu-
diendo quedar por entendido el contexto de negocio. 
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Scrum es un marco de trabajo empírico, poco prescriptivo y altamente flexible [18], 
de modo que la formación del Product Backlog podría partir por amplios y diferentes 
caminos y desde el inicio no contemplar un contexto de negocio común entre las partes 
contratantes de un proyecto de desarrollo de software; más un si lo que se entrega no 
necesariamente garantiza que se contemple información antecedente de la arquitectura 
de un software o de otros con los que interopere, produciendo potenciales problemas 
de mantenibilidad futuros. De modo que contar con una comprensión, aunque mínima 
del contexto (REQ1) sería muy útil. 
 
Como se sabe el resultado y principal razón, tanto de un proceso de desarrollo como un 
marco de trabajo como Scrum orientado a software, es el producto en manos del cliente 
para su explotación. Cabe precisar que dicho producto se logra en base a requerimien-
tos. Hay que indicar que todo software, basa su estructura en una arquitectura guiada 
por requerimientos. Las premisas anteriores son razonables para pensar que la arqui-
tectura se logra de forma progresiva y es una idea transversal a lo largo de todo un 
proceso de desarrollo. Podría decirse de algún modo que la idea no es tan reciente, no 
al menos de la forma tradicional en procesos de desarrollo más ceremoniosos como 
RUP, Open Up entre otros; pero si en Scrum, donde parece que la variabilidad de los 
tiempos y los requerimientos tienden a requerir ajustes recurrentes en la arquitectura, 
perjudicando su mantenibilidad. 
 
Entonces queda sentada la idea que los requerimientos son básicos y orientadores Si el 
Product backlog es la piedra angular que guía todo el desarrollo iterativo e incremental 
de software en Scrum, y del cual se deriven sprint backlogs con tareas identificadas, 
¿no sería mejor explicitar y pensar en la arquitectura desde estadíos tempranos (REQ2 
a REQ5), en aquellos aspectos que varían más y aquellos que no? ¿por qué pensar lo 
variable y menos variable recién en la implementación dentro de un Sprint? Queda claro 
entonces, que se debe trabajar la arquitectura de una forma diferente, pasar por un lado 
un trabajo en capas acopladas a capas interdependiente; y por otro lado, comenzar con 
las tareas que expresen lo menos variable de la arquitectura e ir incorporando progresi-
vamente en aquellos aspectos más variables. 
 
Ahora, Clean Architecture, permite pensar en la arquitectura trabajando con capas in-
terdependientes y mejor especificadas desde estadios tempranos, visibilizando lo más 
variante es la capa de infraestructura (REQ2), dado que la tecnología que permite la 
interacción entre el usuario y la aplicación o manejo computacional de la información 
puede variar por cuestiones de obsolescencia, eficiencia tecnológica o coyuntura de 
uso. En tanto que la capa menos variante es la que contiene las reglas de negocio em-
presarial en la capa de dominio (REQ5). En el intermedio se encuentran las capas de 
comportamiento de cómo se usan las reglas de negocio en la aplicación (REQ4) y cómo 
los resultados (REQ3) de estas se adaptan en la capa de infraestructura. A la clasifica-
ción anterior de las tareas en el sprint backlog en 4 categorías, plasmadas en los reque-




Cabe precisar que la implementación de una arquitectura debe ser fruto de una planifi-
cación previa consideradas en el Product y Sprint backlog, ¿qué pasa si ello no ocurre?, 
se corre el riesgo de lograr un producto poco mantenible. La mejor opción de reducir 
ese riesgo es verificando que las tareas están clasificadas convenientemente y se orien-
tan a la arquitectura por capas independientes (REQ6). Los requerimientos resultantes 
son: 
 
Table 1. Requerimientos identificados para la extensión de Scrum 
Código Descripción 
REQ01  El marco de trabajo extendido debe explicitar el contexto de nego-
cio. 
REQ02  Identificar tareas orientadas a la infraestructura relacionada al pro-
ducto. 
REQ03  Identificar tareas orientadas a los controladores que son necesarios 
para el producto. 
REQ04  Identificar tareas orientadas al logro de la aplicación. 
REQ05  Identificar tareas relacionadas al dominio relacionado con la apli-
cación. 
REQ06  Se debe verificar que las tareas identificadas permitirán lograr la 
arquitectura del producto por capas interdependientes, las cuales te-
nemos la capa de dominio, capa de casos de usos, capa de controla-
dores/presentadores y capa de infraestructura. Además, las Clean 
Architecture permite que las entidades y casos de uso lo define el 
negocio, permitiendo hablar un mismo idioma entre las personas del 
negocio y equipo scrum de esa manera estamos brindando transpa-
rencia al proyecto 
REQ07  La programación del producto debe considerar los principios 
SOLID en las clases que constituyen la arquitectura del producto. 
REQ08  Verificar adhesión a principios SOLID en el desarrollo de cada 
Sprint 
REQ09  Las lecciones aprendidas de cada Sprint deben incorporar la refle-
xión de temas relacionados a la arquitectura. 
REQ10  La revisión técnica del Sprint debe incorporar en su análisis el cum-
plimiento de los principios de arquitectura. 
 
 
3.2 Identificación de aspectos de Scrum a extender 
Uno de los aspectos identificados en Scrum, es la necesidad que el Product backlog 
tenga como insumo de entrada un Contexto de negocio se debe a que este artefacto 
cobre mayor sentido y dominio (control) en el equipo [20], les permita una mejor pla-
nificación [20] al familiarizarse y crecer con él al cambiar el contexto o este explique 
porque suceden los cambios en el Product Backlog [21], o ayudar a relacionar el efecto 
de un cambio en el producto (aunque este venga de forma tardía) [22] con el contexto 
cuando se comuniquen en los Daily meeting o en las retrospectivas. Este contexto debe 
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constar de una descripción breve del caso de negocio, narrar una situación problemática 
relacionado a aspectos de una realidad de estudio, así como denotar los interlocutores 
válidos, que ayuden a comprender los requerimientos listados en el Product backlog. 
 
Por otro lado, en los Sprint backlog, los problemas más palpitantes en el cambio conti-
nuo de un poco claro Product backlog redunda definitivamente en los Sprint backlog y 
en el producto. Problemas como corrección de defectos, mejoras por errores o incon-
sistencias en el diseño [23], conflictos en la operación del producto, etc. los cuales cla-
ramente tienen que ver con la mantenibilidad del producto y su arquitectura [24]. Esta 
propuesta enriquece el Sprint backlog, al clasificar las tareas los 4 estancos (infraes-
tructura, dominio, aplicación y reglas de negocio) de la configuración de capas de Clean 
Architecture [9]; de forma que el equipo puede ocuparse las tares más y menos cam-
biantes, en secuencia o paralelo, tal como se trabaja tradicionalmente en Scrum. Esta 
división permite un trabajo enfocado en la arquitectura con la agilidad acostumbrada, 
mejor mantenible. 
 
En lo que se refiere a los Sprint tienen como objetivo producir incrementos para el 
cliente y sus objetivos son fijado en equipo para cumplir compromisos pactados. Es la 
etapa donde se producen los modelos orientados a la arquitectura y su implementación. 
 
En cuanto a implementación dentro de los Sprint, los principios SOLID son buenas 
prácticas que guían  la forma de diseñar los sistemas, que ayudan a reducir la comple-
jidad del código además de ser más explícito y directo reduciendo el acoplamiento y 
generando un código mantenible y fácil de extender [9]. La responsabilidad única 
quiere decir que una clase debe hacer una única responsabilidad y no implementar otras 
funciones que no sean de su dominio de ese modo brinda una facilidad de manteni-
miento por tener las responsabilidades separadas. El principio de abierto y cerrado pro-
porciona un módulo o clase que solo debe estar abierto para extender funcionalidades 
más no para su modificación, eso quiere que se puede añadir código para extender fun-
cionalidades, pero no para modificar. El principio de sustitución de liskov, permite la 
utilización de herencias, permitiendo que las clases hijas puedan ser utilizado como 
padre sin alterar su comportamiento, este principio nos ayuda a tener un sistema modu-
lar, que va de la mano con los otros principios. El Principio de segregación de interfaz, 
no dice que es mejor tener muchas interfaces en lugar de tener una interfaz que tenga 
muchas funcionalidades, como se utiliza en la forma tradicional se tiene una interfaz y 
se añaden muchas funcionalidades el tener muchas funcionalidades cuando se requiera 
utilizar la interfaz habrá métodos que no se utilizaran. El Principio de inversión de de-
pendencia, nos dicen que las abstracciones no deberían depender de los detalles sino 
los detalles de las abstracciones  
 
En lo que se refiere a las retrospectivas, tanto en el Sprint Retrospective como en el 
Sprint Review, se promueve un análisis en función a como la arquitectura de producto 
que se logra se articula a los requerimientos; en el primer caso a través de lecciones 
aprendidas en el flujo de trabajo Scrum, y en el otro caso, a través de una mirada técnica 
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a lo efectuado en los Sprint. Esto permite retro alimentar el trabajo y hacer que el pro-
ducto no pierda el enfoque de mantenibilidad y logro de requerimientos. 
 










REQ1 Insertar contexto de negocio 
en el marco de trabajo 
Contexto de negocio 
Sprint ba-
cklog 
REQ2 Clasificar el product backlog 
en términos de arquitectura  
Product backlog divido en 4 
compartimentos: infraestruc-







Ninguna Ninguna Ninguna 
Sprint REQ6 Especificar procedimiento 
para necesidades de modela-
miento e implementación res-
pecto a los principios SOLID 
 
REQ7 Insertar sub estado de verifi-
cación en sección To Do de 
Sprint 









Adicionar ítem en la agenda 




REQ9 Adicionar ítem en la agenda 




3.3 Especificación del marco de trabajo Scrum extendido (Scrum-CA) 
El marco de trabajo extendido comienza con la formulación del enunciado de negocio 
a cargo del Product Owner y que posteriormente es socializado al equipo Scrum. De 
este enunciado se extraen los requerimientos para el Product backlog, clasificándolos 
según riesgo, costo y tiempo. A continuación, en el Sprint Planning, se definieron los 
requisitos de mayor valor para el usuario y según la capacidad de trabajo del equipo 
para generar el Sprint Backlog. 
En el sprint backlog el equipo de desarrollo, asume los requisitos priorizados por el 
Product Owner, descomponiéndolos en las diferentes capas de Clean Architecture (Do-
minio, Casos de Usos, controladores/presentadores, infraestructura y IU), así mismo se 
realiza una estimación del tiempo para completar las tareas.  
 
Luego, el equipo de desarrollo ejecuta las actividades de implementación de dichas 
tareas en cada Sprint, monitoreando el desarrollo en un tablero con tres estados: To do, 
Doing y Done. Para las definiciones de los métodos y clases del software se aplican los 
principios SOLID. En paralelo a los Sprint y de forma diaria, se lleva a cabo el Daily 
15 
meeting con enfoque en la arquitectura limpia del software, para ver si hubo dificulta-
des en llevar acabo, para ello el equipo debieron responder las siguientes preguntas 
¿que he realizado?, ¿qué voy hacer? y ¿qué impedimento he tenido? 
 
El Sprint Retrospective, es la reunión que se lleva acabo al final de cada Sprint, y par-
ticipan el equipo de desarrollo donde se evalúa que mejoras hay que realizar al proceso 
en el siguiente sprint, considerando las prácticas de Clean Architecture se hayan llevado 
a cabo. Del mismo modo en el Sprint Review se revisa técnicamente el Sprint en tér-
minos de producto con enfoque en arquitectura. 
 
 
Fig. 1. Marco de trabajo extendido Scrum + Clean Architecture 
 
3.4 Validar del marco de trabajo extendido en caso de estudio 
La implementación del caso de estudio del marco de trabajo extendido se realizó en una 
entidad estatal del Perú. El Scrum Master llevo a cabo las actividades de incepción, la 
misma que consistió en brindar una inducción sobre el marco de trabajo Scrum exten-
dido (Scrum-CA), unificar los objetivos del proyecto. Cabe precisar que el Product 
Owner elaboró el contexto de negocio, que brevemente se expone a continuación: 
La entidad estatal donde se realizó el caso de estudio, en el contexto de la crisis sanitaria 
por el COVID-19, se tuvo la necesidad de implementar una plataforma virtual para la 
recepción de solicitudes de los ciudadanos vía internet, ya que antes la recepción era en 
forma física y presencial, en ese sentido la entidad estatal realizó las modificatorias a 
las normas legales, cuyo propósito es habilitar la recepción de documentos en formato 
digital. El Portal Digital es una plataforma web, donde el ciudadano pueden realizar 
solicitudes y adjuntar la documentación requerida según el tipo de solicitud. Cada soli-
citud tiene un costo, el Portal debe validar el pago realizado para dicho trámite según 
medio de pago, ya sean en el banco estatal, recaudación propia, además de la interope-
rabilidad con otros sistemas internos, en este contexto se requiere tener el sistema que 
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tenga una arquitectura modular que en el diseño de su arquitectura se consideraron los 
principios y reglas de CA, para el diseño de la arquitectura, al cumplir las regla de 
dependencia y los principios SOLID en la arquitectura facilitó las tareas de manteni-
miento, para el caso de estudio se desarrolló un componente independiente que se co-
munica con diversos aplicativos, no está dentro de una diseño de microservicios por 
que la Entidad Estatal no tiene la capacidad técnica e infraestructura para la orquesta-
ción de microservicios, es allí donde se rescata una de las bondades que tiene la CA, 
que se puede posponer decisiones tecnológicas y en cuanto haya la infraestructura  de 
microservicios la migración sea fácil y transparentes.  
 
3.5 Actividades orientadas a descubrir las Clean Architecture 
Para el desarrollo del Sprint Backlog se consideró la clasificación de las tareas según 
las capas de Clean Architecture, en ese sentido se realizó la agrupación de las capas por 
su contexto en el negocio, las cuales están dividido por capas del diseño de la arquitec-
tura limpias las cuales consta de capa de dominio, capa de casos de usos, capa de con-
troladores, así como la capa de infraestructura [9]. Una vez clasificado y agrupado las 
actividades definidas en a la siguiente tabla. Este Sprint backlog fue verificado y auto-
rizado para su ejecución. Por motivos de espacio se reproduce solo una parte de una 
tabla con mayor contenido. 
Table 3. Definición de arquitectura de Clean Architecture en capas 
Módulo Capas Casos de Usos 





Application Create, Search, CustomResearch, SendProcedure, 







Infrastructure           …. 
 
El proyecto para el caso de estudio estuvo dividido en 2 Sprint. En el primer Sprint el 
portal permitió registrar solicitudes del ciudadano vía internet, adjuntar la documenta-
ción requeridos según el tipo de solicitud, así como también la validación del pago 
realizado en la entidad estatal, pero en el contexto de crisis sanitaria del COVID-19 se 
requirió la integración con una pasarela de pago estatal y los pagos realizados en un 
Banco estatal; una vez identificado el nuevo requerimiento se añadió al Sprint Backlog 
las validaciones para los  pagos vía WebApi con la pasarela de pago y banco estatal. 
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Para el segundo Sprint el portal digital, tendría la funcionalidad de revisión, observa-
ción, subsanación de observaciones, además de las validaciones de los pagos externos 
a la entidad estatal, para ello el equipo de desarrollo organizó las actividades según las 
capas de CA, considerando en el diseño los principios SOLID. 
  
 
Fig. 2. Diagrama de clase reflejando las capas de Clean Architecture  
SCRUM-CA ayudó en el desarrollo del caso de estudio, brindado las buenas prácticas 
para desarrollar una arquitectura que sea mantenible, así como con la definición de las 
tareas en el sprint backlog, para facilitar en el desarrollo de la construcción del software. 
 
Para validar la mantenibilidad del software Portal Digital se realizó con la herramienta 
SonarQube, la misma que proporciona métricas de mantenibilidad, duplicidad, seguri-
dad, etc. En la evaluación se consideró 342 archivos que contienen 5503 línea de có-
digo, cuyos resultados emitidos por SonarQube fueron: 
 
La primera medición sobre duplicidad de código: se obtuvo un 4.80% de líneas dupli-
cadas (porcentaje de duplicidad = cantidad de líneas duplicadas /cantidad de líneas* 
100) así como 31 bloques duplicados, para proyectos java se acepta hasta un 3% de 
código duplicados y/o 10 bloques duplicados que es al que se debe llegar en la siguiente 
iteración. Con respecto a la mantenibilidad: se obtuvo una ratio de deuda técnica de 
6.3%, según la escala de clasificación de mantenibilidad de SonarQube (<= 5% la cali-
ficación es A, entre el 6 y el 10% la calificación es B, entre el 11 y el 20% la calificación 
es una C, entre el 21 y el 50% la calificación es D, cualquier valor por encima del 50% 
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es una E) se entiende a menor ratio de deuda técnica mejor es el estado de salud del 
software,  
 
Para la segunda medición el porcentaje de duplicidad de código paso a 3.5% y 9 bloques 
duplicados y con respecto a la mantenibilidad el ratio deuda técnica fue de 1.3% del 
código analizado, por lo tanto SCRUM-CA influyó en la mantenibilidad del software. 
Estas mejoras en la mantenibilidad de explican por una mejor comprensión y aplicación 
del flujo de trabajo del marco de trabajo Scrum-CA 
 
Al final de Sprint se llevó acabo la reunión para realizar mejoras al proceso llevado a 
cabo, así como las revisiones de lecciones aprendidas (Sprint retrospective) y en las 
revisiones técnicas (Sprint review) capturando nuevos requerimientos y realimentado 
el Product Backlog y refrescando el contexto de negocio, en la cual se creó un plan para 
evitar la generación de anti patrones. 
Conclusiones 
En este caso de estudio se propone ampliar el marco de trabajo de SCRUM con prácti-
cas de Clean Architecture para incorporar las buenas prácticas de diseño de arquitectura 
en el proceso de construcción de software que refleje el contexto del negocio,  además 
este centrado en los caso de uso del negocio, así mismo para evitar el alto grado de 
complejidad que muchas veces se llega cuando se requiere cumplir con la implementa-
ción SCRUM y no se tiene un diseño que delimite el desarrollo del software para ase-
gurar el mantenimiento  así como soportar los constantes cambios que se presentan 
durante el desarrollo del proyecto, se propone que las prácticas de Clean Architecture 
guie el diseño de una arquitectura limpia, delimitado por su contexto permitiendo que 
haya una alta cohesión y por consiguiente bajar el acoplamiento de los componentes 
así como la facilidad de probar cada componente aun sin la necesidad de depender de 
una IU.  
 
En el caso de estudio se ha extendido el marco de trabajo Scrum con prácticas de ar-
quitectura limpia de Clean Architecture para mejorar la mantenibilidad de un software 
desarrollado para una entidad estatal peruana. Lo resultados concluyen que dicha me-
jora, del Sprint1 al Sprint2 en el proyecto, se baja la duplicidad de código de 4.8% a 
3.5%, de 31 bloques duplicados a 9 y una deuda técnica de 6.3% a 1.3%. 
El marco de trabajo Scrum extendido con prácticas Clean Architecture, por un lado, ha 
seguido un diseño metodológico lógico y validable en futuras experiencias a esta in-
vestigación o incluso extrapolarlas a otros contextos en lo posible; por otro lado, se ha 
cumplido con todos sus requerimientos (Tabla 1), y cuyos puntos de extensión o espe-
cificación se ha logrado a través de la identificación de aquellos aspectos que permitan 
que Scrum apuntale el logro de software mejor mantenible (Tabla 2). 
 
La extensión del marco de trabajo SCRUM, con prácticas de Clean Architecture orienta 
el desarrollo de software hacia la mantenibilidad, en base a la inclusión del contexto de 
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negocio como artefacto, la clasificación de los sprint backlog por bloques arquitectura-
les de Clean Architecture, y el énfasis en el sprint Review y el sprint Retrospective. 
 
Esta investigación por último concluye, que los resultados de este estudio son perfecti-
bles en términos de que se necesitan más ejecuciones en otros proyectos para estanda-
rizar el marco de trabajo. 
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