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Lisp is the second oldest high-level language in widespread use today, and has 
influenced the development of many language ideas. It is therefore surprising that 
much of the work that has been done on the semantics of Lisp has been concerned 
with a functional subset, usually known as “pure” Lisp. Indeed, the adjective “pure” 
has the connotation that full Lisp is somehow a spoiled version of the language. 
The fact remains that most Lisp programs and programmers rely heavily on the 
impure, or “destructive” features of the language, such as RPLACD. 
This text tries to correct the imbalance by describing the semantics of Lisp, 
including the destructive features. In fact, the text is much more concerned with 
the destructive nature of the Lisp subset described, and ignores some of the important 
features of real Lisp by considering only a first-order version of the language, without 
LAMBDA. As such, it is more a text on the semantics of memory structures than of 
Lisp; it just happens to use a Lisp-like language with an S-expression memory 
structure as a vehicle. 
The emphasis in the text is one of program verification via derivation and 
transformation. The author uses pure Lisp as a specification language to describe 
algorithms, the hope being that simple versions of programs in pure Lisp are 
obviously correct. When developing a program he transforms pure Lisp to a more 
efficient destructive version, taking care to use only provably correct transformations. 
This results not only in correct and efficient programs, but a clear description of 
how such programs may come about. 
A copious number of examples of program derivation in this style can be found 
within the book, most involving realistic problems. The derivations are presented 
in a readable style, despite there being much detailed symbol manipulation. In fact, 
the detail is so plentiful that I doubt that anyone would read this book from cover 
to cover. I found myself skimming the programs which interested me least, and 
diving into the examples which coincided with my own interests. When I did take 
the plunge, I found elegant and well-presented material. The section on the Deutsch- 
Schorr-Waite marking algorithm, and the chapter on the Robson marking algorithm 
were particularly good. 
* Review copies of books which might be of interest to the readers of Science ofComputer Programming 
should be sent to Prof. C. B. Jones (address: see inside front cover). Proceedings of conferences will 
not normally be reviewed. 
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The presentation of the programs is very good, with effective use being made of 
different founts. I spotted a few typographical errors in the program, but given the 
level of typesetting complexity, these could be forgiven. A more serious problem 
occurs in the list of references: several citations appear in the text which are 
incorrectly labelled, and one reference article is completely garbled. The absence 
of an index is also a nuisance. These are minor quibbles, however, and the overall 
impression is one of a well-presented contribution to the literature. 
Mario WOLCZKO 
Department of Computer Science 
The University of Manchester 
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These books replace Inmos’ Occam Programming Manual and Geraint Jones’ 
Programming in Occam’ respectively. They reflect the new features of occam 2, the 
version of the language now supported by Inmos. 
The Inmos manual is completely new. Each feature of the language is explained 
in turn in a straightforward way and illustrated with small examples. Appendices 
are used to give the complete BNF syntax, to describe the action of standard library 
routines and to give a glossary of technical terms. The manual is much more readable 
than its predecessor but it is still a reference manual rather than a guide to the 
construction of good occam programs. As a reference it is indispensible to the 
serious user of the occam language. 
Jones and Goldsmith retain the structure and much of the content of Jones’ 
previous book. The first part is expanded in three ways: to improve the introduction 
to occam, to reflect the new features of occam 2 and to introduce new examples 
such as buffering and farming. The major examples from the previous book are 
rewritten in occam 2 and complete code for all the examples is presented. In the 
opinion of the reviewer this is by far the best book for someone who wants to master 
the design of good occam programs. 
Peter C. CAPON 
Department of Computer Science 
University of Manchester 
Manchester, United Kingdom 
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