A The Type System of MTMJ
The typing rules of MTMJ for expressions are given in Fig. 1 . The judgment ∆ ok states that the class table ∆ is well-formed. That is, the types of elds, methods, and constructors obtained from ∆ are valid in the sense that they comply with ∆. For example, the elds of a class C are well-formed according to the rule dom(∆ f (C)) = {f 1 , . . . , fn} ∆ ∆ f (C)(f 1 ) ok . . . ∆ ∆ f (C)(fn) ok ∆ ∆ f (C) ok , where the premise ∆ ∆ f (C)(f ) ok is dened by
Similarly, ∆ Γ ok means that the types in Γa mapping from variables to their typesare valid.
The typing rules of MJ for nonpromotable expressions can be easily extended into MTMJ; the rules TE-Var and TE-Null simply copy Φ to the right side of the judgment. The rules for casting, e.g., TE-UpCast, and the rule TE-FieldAccess copy the set Φ from their premises into their conclusions. It is worthy of mention that although null pointers, such as null.f, are accepted by the type system, they lead to run-time exceptions. In fact, we do not concentrate on preventing this kind of error statically.
Consider the cases like (C)(C )e where e is of type D such that D ≺ C , C ≺ C , and there is no subclass relation between C and D. Such an expression is well-typed in Java, although it leads to casting a D object to a C one at run-time. Thus, to achieve type soundness, the latter kind of casts should be typable through the rule TEStupidCastconditional structures whose condition part contains two expressions whose types have no subclass relation should be typable for the same reason. In order to emphasize that valid programs should not contain such constructs, separate rules are considered.
The rules for casting have a new premise ¬∆ th (C) in comparison with MJ, where C is the type of the argument of casting which is the expression e here. Since (C )e is an alias for e, e should not be a thread or contain a thread in its elds. We enforce such a restriction by using ∆ th (C) which is false when no thread appears in e. To be type-safe, MTMJ also requires ∆ th to examine the subclasses of its argument. This is because the classtypeof the value of an expression may be a subclass of the static type of that expression. In the rule TE-StupidCast, the premise ¬∆ th (C ) prevents casting to a class with threads when e is not of type Thread. This premise is not included in TE-DownCast because it is implied by the other premise ¬∆ th (C). Although this is not the case for TE-UpCast, only the third condition of ∆ th may cause this function to be true for C when ¬∆ th (C) is satised. Therefore, (C )e cannot be a thread because there is no way for assigning a thread value to such a casting expression.
The typing rules of MTMJ for statements are given in Fig. 2 . The rule TS-NoOp copies Φ from the hypotheses of the typing judgment into its consequent. The rules TS-Return and TS-Block simply repeat Φ of their premises in their conclusion. ∆; Γ; Φ e 1 : C 1 |Φ 1 ∆; Γ; Φ 1 e 2 : C 2 |Φ 2 ∆; Γ; Φ 2 s 1 : void|Φ 3 ∆; Γ; Φ 2 s 2 : void|Φ 4
∆; Γ; Φ if (e 1 == e 2 ){s 1 } else {s 2 } : void|Φ (TS-If) ∆; Γ; Φ e 1 : C 1 |Φ 1 ∆; Γ; Φ 1 e 2 : C 2 |Φ 2 ∆; Γ; Φ 2 s 1 : void|Φ 3 ∆; Γ; Φ 2 s 2 : void|Φ 4
∆; Γ; Φ if (e 1 == e 2 ){s 1 } else {s 2 } : void|Φ (TS-StupidIf) ∆; Γ; Φ e : C 1 |Φ ∆; Γ; Φ e : C 2 |Φ ∆ f (C 1 )(f ) = C 3 C 2 ≺ C 3 e = null ∨ e = new C 2 (e 1 , . . . , en) ∨ ¬∆ th (C 2 ) ∆; Γ; Φ e .f = e; : void|Φ (TS-FieldWrite) ∆; Γ; Φ x : C 3 |Φ ∆; Γ; Φ e : C 2 |Φ C 2 ≺ C 3 x = this e = null ∨ e = new C 2 (e 1 , . . . , en) ∨ ¬∆ th (C 2 ) ∆; Γ; Φ x = e; : void|Φ 
A.1 Required Rules for Recursive Methods and Constructors
The judgment ∆; (C1, m1), . . . , (Cn, mn) loop(C, m) dened by MethodLoop in Fig.   5 states that method m of class C is a member of some loop. This is derived by investigating the body of m through LoopDet. The sequence (C1, m1), (C2, m2), . . . , (Cn, mn) in LoopDet is (C 0 , m g ) when this rule is initially applied through MethodLoop and, in turn, through TE-Method. A pair (Cn+1, mn+1) or (Cn+1, Cn+1) is appended to this sequence if method m n+1 of class C n+1 or the constructor of class C n+1 is invoked in the body of the last element of the sequence. The body of the new method or constructor should be investigated through the same rule. In LoopDet, all method and constructor invocations ins are taken into account. For an invocation, a loop is detected if the method or constructor invoked is m 1 of C 1 . It should be noted that the judgment ∆; Γ † e : C is used to show that the MJ type of e is C. This judgment is the same as the typing judgment of MTMJ except that the components other than those concerning native types are removed.
B Typing Frame Stacks
MTMJ extends the judgment ∆, H, V S F S : τ → τ of MJ with Φ in its hypotheses.
Thus, as shown in Fig. 7 , it also extends the rules dening such a judgmentwe do not repeat those rules that simply add only a Φ to the hypotheses of the judgments appearing in the corresponding rule of MJ. To type check a frame stack F S comprising several closed or open frames, we use MTMJ's typing rules for expressions and statements. Nevertheless, the typing rules should be adapted for type checking a frame containing object identiers and holes. The rules TE-OID and TE-Hole in Fig. 6 are for type checking an object identier and a hole, respectively. Here, the type of a hole in the typing context is the type of the value replacing that hole.
The typing rules of MTMJ, however, may reject a healthy frame because object identiers and holes do not appear in the rules. For example, if C is the type of
cnbody(C) = (x 1 , . . . , xn, super(e 1 , . . . , e k );s) Γ = x 1 : C 1 , . . . , xn : Cn, this : C ∆ 1 ; Γ; ∅ super(e 1 , . . . , e k ); : void|Φs ∆ 1 ; Γ; Φs s : void|Φ 
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Figure 5 Some judgments that appear in the typing rules. The symbol * stands for wild card. Figure 6 Typing rules for object identiers and •. The symbol * stands for wild card. Figure 7 The rules for type checking a frame stack.
and ∆ th (C) is true, the type of x = •; cannot be derived by the rule TS-VarWrite.
The reason is that TS-VarWrite expects an expression of the form new C(ē) and not •. Nevertheless, the reductions of dynamic semantics will replace the hole with the value of an expression expected by the rule. To resolve this, we dene a function subs which replaces holes with appropriate expressions so that healthy frames can be saved from wrong rejections. In general, subs takes a frame F and a frame stack F S together with ∆, H, and V S. It then utilizes F to replace the hole in an open frame of F S by an appropriate expression. The details of the function subs can be found in Section B.1.
The rule TF-StackMethod2 in Fig. 7 
Figure 8
The function subs that replaces the hole of a frame with an appropriate expression. We use (α j ) k j=1 for the sequence α 1 α 2 . . . α k if k ≥ 1 and an empty string if k = 0. Moreover, S 1 , ..., S 6 are the logical statements in which H T (o) and H V (o) are the type and eld values of o in H. Furthermore, the function eval(M S, x) returns the value of x in a method scope M S.
· 11 is a frame in which the parameters preceding e i have been evaluated, e i is now being evaluated, and the subsequent parameters have not been evaluated yet. The function subs modies this frame only if x i , the formal parameter corresponding to e i , is in Φ C . This means that there is an invocation of start on x i in the body of the constructor C.
C Proofs
C.1 Lemmas Lemma 1. Any well-typed expression e of type C ≺ Thread is of one of the following forms.
, a local variable x followed by a sequence of eld references.
We prove that other forms of e cannot be of the type stated in Lemma 1. In doing so, we consider the following cases.
• e = (C )e : The type of this expression is C and we should have C ≺ Thread.
Thus, ∆ th (C ) is true. The typing rules for casting have ¬∆ th (C) as a premise where C is the type of e . As ∆ th (C) is true for the cases C ≺ C and C ≺ C, however, the typing rules for casting cannot be applied and (C )e would not be typable.
• e = (C )e .f : The type of this expression is C = ∆ f (C )(f ) and C ≺ Thread.
Therefore, the class C has a eld f whose type is Thread. This implies that ∆ th (C ) is true. Moreover, for both cases C ≺ C and C ≺ C, ∆ th (C) is true in which C is the type of e . Note that f is also a eld in the subclasses of C . Therefore, (C )e is not typable according to the typing rules for casting.
• e = e .m(e 1 , . . . , e n ): The type of this expression is τ , the return type of m.
Moreover, τ ≺ Thread. Therefore, ∆ th (τ ) is true. According to TE-Method, however, ∆ th (τ ) should be false. Hence, e .m(e 1 , . . . , e n ) is not typable.
• e = e .m(e 1 , . . . , e n ).f : The type of this expression is C = ∆ f (τ )(f ) where τ is the return type of m. Since the condition C ≺ Thread should be satised, the class τ has a eld f whose type is Thread. Therefore, ∆ th (τ ) is true which implies that TE-Method cannot be applied here.
• The above forms followed by a sequence of elds rather than a single eld: Such expressions, e.g., (C )e .f 1 .f 2 . · · · .f n or e .m(e 1 , . . . , e n ).f 1 .f 2 . · · · .f n , are also ill-typed. This is due to the fact that ∆ th returns true for a class C with a eld of type Thread buried under a sequence of elds.
Lemma 2. Every expression e evaluating to a value in dom(T P ) is of the forms stated in Lemma 1.
Proof. The only way for a value th to be added to dom(T P ) is the invocation of start on th. This is realized by the rule E-MethodVoidStart. Moreover, the expression e is evaluated to th through the rule E-Translate. According to E-MethodVoidStart, 
Since e is not of the form new C(ē) and ∆ th is true for its type, the assignment of e to e is not type checked by the two rules above. This is also the case for the assignment of e to e. The above argument can also be applied to the case where expressions are of the form new C(ē).f 1 .f 2 . · · · .f n . Note that although new C(ē)
can be assigned to an expression in the rules TS-VarWrite and TS-FieldWrite, the new object identier returned is assigned to the left side of the assignment such that the corresponding object can only be accessed through the expression in the left.
Moreover, this may be assigned to e in the body of the constructor of C such that e becomes an alias for e when an expression of the form new C(ē) is assigned to e.
Such an assignment is not typable either, as it is also checked by the rules above.
Corollary 1. There is at most one expression of the form (1) or (2)stated in Lemma 1in the program text evaluating to a given th ∈ dom(T P ). Proof. From Lemma 2, an expression of the form (1) or (2)stated in Lemma 1 whose value is in dom(T P ) is of type C ≺ Thread. Lemma 3 states that there is no alias for such an expression.
Lemma 4. Every expression of the form (3) or (4) in Lemma 1 evaluates to a thread identier that is not in dom(T P ).
Proof. The type of new C(ē) is C which should be a subclass of Thread. In this way, ∆ th (C) is true. Moreover, the type of new C(ē).f 1 .f 2 . . . . .f n is C which should also be a subclass of Thread. According to the denition of ∆ th , ∆ th (C) is true for new C(ē).f 1 .f 2 . · · · .f n as well. The new thread identier th returned by an expression of the forms above may not be started in the body of the constructor of C. This is because no invocation of start is allowed in the constructor of a class C th.
• CF 1 th = th .start(): Since T P 1 is well-typed, the local conguration of th is also well-typed. Therefore, the rule TE-Method derives a type for th .start(). In this rule, the type of th , its type in the heap, is supposed to be C which is obtained using the function context. Moreover, the premises C ≺ Thread and th / ∈ dom(T P 1 ) are satisednote that Φ 1 th is a superset of dom(T P 1 ), as implied by the rule TG-TP. Therefore, a reduction is possible using the rule E-MethodVoidStart.
• CF 1 th = th .start():
In this case, we show that there is a reduction through the rule E-Translate.
First, it should be shown that a transition → can take place. To do so, we should prove that the local conguration of th is well-typed, i.e., ∆ (H 1 , V S conguration (H 1 , T P 1 ) can be reduced through applying the rule E-Translate.
• T P 1 (th) = NPE or T P 1 (th) = CCE: By E-DeleteThread.
C.3 Preservation
Theorem 2. If (H 1 , T P 1 ) : τ and (H 1 , T P 1 ) (H 2 , T P 2 ), then there exists a type τ such that (H 2 , T P 2 ) : τ and τ ≺ τ .
Proof. The proof is by case analysis on MTMJ transition relation .
• (E-Translate): To derive (H 2 , T P 2 ) : τ , we rst show that ∆, H 2 T P 2 : τ , a premise of TG-CFG. To derive ∆, H 2 T P 2 : τ from the rule TG-TP, ∆, H 2 th : Thread should be satised for every th ∈ dom(T P 2 ). Note that we have ∆, H 1 th : Thread for every th ∈ dom(T P 2 ) as a result of ∆, H 1 T P 1 : τ and the fact that dom(T P 2 ) = dom(T P 1 ). As the type of a value in H does not change, we have ∆, H 2 th : Thread. The following judgments are derivable from the rules TG-CFG and TG-TPnote that th is in dom(T P ) which is equal to dom(T P 1 ) and dom(T P 2 ). (7) and (8), by assuming a larger set of restrictions Φ 1 th , (9) and (10) would be derivable. * Other forms of F S modied by subs, e.g., F S = •.start() • F S :
In these cases, it can be easily shown that the frame stack resulting from modication is the same in both (8) and (10). For ex- Therefore, (9) and (10) are derivable under assumptions (7) and (8). (13) is derived trivially. Moreover, (14) is directly derivable from (12) if F S is such that no modication by subs is required. The following argument is about those frame stacks F S that are modied by subs.
is not modied by subs. This is because eval(M S, x) = v, and thus, the conditions for applying subs are not satised.
th . Another result of (12) is that the type of
j=1 is a subclass of Thread. Since type checking v 1 , . . . , v i−1 does not modify Φ 1 th and e i+1 , . . . , e n do not contain any value, we have v / ∈ Φ n . Therefore, (14) can be derived. Other forms are treated similarly. It is worth noting that if F S = •.m(ē) • F S and this ∈ Φ m , then m is not start. This is because (12) cannot be derivable otherwise.
, it is supposed that ¬∆ th (τ 1 ). To derive (14), we should have ¬∆ th (τ 2 ) that is ensured according to the denition of ∆ th and τ 2 ≺ τ 1 . turned by this function when the method scope is M S does not contain an expression that is not returned when the method scope is M S. Since the only change to M S is assigning v to x, this valueas an object identier or the values of its elds may be in dom(T P ) so that x or x.f 1 .f 2 . · · · .f n is returned as a new expression. If so, ∆ th (C ) is true, where C is the type of v. If v = null, v is the value of an expression of the form new C (v). This is because of (15) asserting x = v; is typable. Such an expression, as stated by Lemma 4, returns an object identier which neither itself nor its elds are in dom(T P ). Therefore, neither v nor its elds may be in dom(T P ). (27) and (28) with an open frame, and therefore, it is not modied by subs. We show that Φ 2 th ⊆ Φ 1 th which itself results in (37) by assuming (35). It should be shown that for the argument H , giveThreads does not return a new expression which is not returned when the argument is H. Since the only change to H is the assignment of v to o.f and this value or its elds may be in dom(T P ), the extra expressions x.f or x.f.f 1 .f 2 . · · · .f n for x with the value o may be returned by giveThreads. In this way, ∆ th (C ) is true, where C is the type of v. If v = null, v is the value of an expression of the form new C (v). This is because in (34) we assume that o.f = v; is typable. Such an expression form, as stated by Lemma 4, returns an object identier, e.g., v, which itself and its elds are not in dom(T P ). 
is not modied by subs. This is because there exists an object identier o having a eld f with the value v. For other forms of F S that may be modied by subs, we can derive (41) from ( 
cnbody ( 
Since any invocation of start on v i or v i .f 1 .f 2 . · · · .f n in Φ C is checked successfully against Φ 1 th , checking such an invocation on x i or x i .f 1 .f 2 . · · · .f n against Φ 2 th is also successful. Note that Φ 2 th contains expressions that are composed of v 1 , . . . , v n as well as those expressions that are composed of x 1 , . . . , x n . Therefore, (45) ∆, H , V S, Φ F S : C → τ . Note that F S remains well-typed considering those expressions that are composed of x 1 , . . . , x n . This is because existing erroneous double invocation of start on such an expression in F S contradicts with our assumption that the composition of new C(v 1 , . . . , v n ) and F S is typable. Similar to the case of E-BlockIntro, a lemma has been void → τ , where s n is of the form return e;. This can be extended into MTMJ in a straightforward manner. That is, from ∆, H, V S, Φ2 F S : τ → τ and ∆; context(H, M S • V S); Φ1 s1, . . . , sn : τ |Φ2, the judgment
void → τ with the same form of s n is also derivable. In this way, from (46) and (47), it can be concluded that 
Similar to the type system of MTMJ, we use α-renaming to distinguish be- The transitions of MJ that result in NPE or CCE: Type is trivially preserved because these error states can be typed to any type including τ .
We do not elaborate on the rest of MJ transitions. They are treated similarly.
For threads th other than the current thread, we should show (5) and (6). Note that for such threads, V S th , CF th and F S th are not changed. such that v is in dom(T P ), while the old value of f has not been in this set.
If so, the expression on the right side of the assignment is of the form (1) or (2) stated in Lemma 1. In this way, the expression e .f in which the value of e is o and the expression on the right have the same value v in dom(T P ). This is in contrast to Corollary 1. To prove (6), moreover, it should be shown that the type τ is preserved by H 2 as part of the typing context. It is obvious that the type of a eld remains the same according to TE-FieldAccess even if its value is changed. It can then be shown that the types of other forms remain unchanged. It is worth noting that if CF 1 th and F S 1 th are modied by subs, the result of modication is the same in both (3) and (6).
• (E-MethodVoidStart) For every thread th other than th, we have ∆, H th :
Thread as a result of ∆, H T P 1 : τ . For th, from the premises H(th) = (C, F) and C ≺ Thread, it can also be deduced that ∆, H th : Thread. Since H and V S th are not changed by E-MethodVoidStart for threads other than th, we derive ∆, H V S th ok from ∆, H T P 1 : τ . For ∆, H (BS th to obtain (53). We have Φ 2 th = dom(T P 2 ) ∪ giveThreads(H,V S th , dom(T P 2 )), where the set that is returned by giveThreads includes this. It may also include this.f 1 .f 2 . · · · .f n for a sequence of eld references f 1 .f 2 . · · · .f n if the value of th.f 1 .f 2 . · · · .f n is in dom(T P 1 ). Note that, form Lemma 3, the value of this expression cannot be th itself. The set Φ against which the body of run in (50) is type checked is equal to Φ 1 th ∪ {th}. An argument similar to the one given for E-Method can then be given to deduce (54). That is, the body of run against an empty Φ is typable on the basis of T-MDefn. Moreover, it is typable against Φ 1 th ∪ {th} which includes dom(T P 1 ). The variable this cannot be a member of Φ m because Φ m in which th is substituted for this is type checked successfully against Φ 1 th ∪ {th}. Furthermore, if this.f 1 .f 2 . · · · .f n is in Φ m , the body is typable against Φ 2 th . In this case, such an expression cannot be a member of Φ 2 th . This is because th.f 1 .f 2 . · · · .f n , as a member of Φ m , is successfully checked against Φ 1 th ∪ {th} which does not include the value of th.f 1 .f 2 . · · · .f n . In fact, th and this as the corresponding pair of actual/formal parameters is well handled by TE-Method.
• (E-DeleteThread) As T P 1 is well-typed, the premises of TG-TP are satised.
Thus, T P 2 is well-typed as well. Note that since dom(T P 2 ) ⊆ dom(T P 1 ), we have Φ 2 th ⊆ Φ 1 th for every thread th ∈ dom(T P 2 ).
