Revealing malicious obfuscated code by JANHAR, NEJC
Univerza v Ljubljani
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3.1.5 Premeščanje procedur . . . . . . . . . . . . . . . . . . 9
3.1.6 Mrtva koda . . . . . . . . . . . . . . . . . . . . . . . . 10
3.1.7 Zamenjava ukazov . . . . . . . . . . . . . . . . . . . . 10
3.1.8 Navidezni stroji . . . . . . . . . . . . . . . . . . . . . . 11
4 Orodja 13
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CISC complex instruction set com-
puter
računalnik s širokim naborom
ukazov
DDOS distributed denial of service porazdeljena ohromitev stori-
tve
DNS domain name system sistem domenskih imen
ELF executable and linkable format format izvršljivih in povezlji-
vih datotek
FTP file transfer protokol protokol za prenos datotek
GUI graphical user interface grafični uporabnǐski vmesnik
HTTP hypertext transfer protocol protokol za izmenjavo hiperte-
ksta
ISA instruction set architecture arhitektura nabora ukazov
JIT just in time ravno pravočasno
MIDM man-in-the-middle človek v sredini
OEP original entry point originalna vstopna točka
PE portable executable prenosna izvršljiva datoteka
PEB process environment block blok okolja procesa
PID process id id procesa
RAM random access memory bralno pisalni pomnilnik
RAT remote access trojan trojanski konj z oddaljenim
dostopom
RISC reduced instruction set compu-
ted
računalnik z omejenim nabo-
rom ukazov
SEH structured exception handling strukturirano obravnavanje iz-
jem
TIB thread information block blok informacij o niti
TLS transport layer security varnost prenosnega sloja
URL uniform resource locator enotni naslov vira
Povzetek
Naslov: Razkrivanje zlonamerne zmaličene kode
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Zlonamerna programska oprema lahko povzroči veliko škode. Pisci teh pro-
gramov uporabljajo raznolike metode, ki skrijejo njihov program in okužijo
ciljni sistem. Uporabljajo različne metode prikrivanja delovanja, ki nam
otežijo analizo. Poleg tega običajno nimamo dostopa do njihove izvorne
kode. To zaplete analizo in zahteva bolj specializirano znanje. Pomembno
je, da poznamo delovanje zlonamerne programske opreme. S tem lahko ome-
jimo širjenje in zmanǰsamo nadaljnjo škodo. Pri tej diplomski nalogi bomo
izpostavili nekaj osnovnih metod analize in analizirali konkretni zmaličen zlo-
namerni program. Opisali bomo statično in dinamično metodo analize ter
orodja, ki jih pri tem uporabljamo. Analizirali bomo zlonamerno programsko
operemo DarkComet, ki je bila zmaličena z uporabo ASProtect pakirnika.
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Malware can cause a lot of damage. Writers of these programs use a variety
of methods that hide their program and infect the target system. They use
different obfuscation methods that make their analysis difficult. In addition,
we usually do not have access to their source code. This complicates the
analysis and requires more specialized knowledge. It is important to know
how malware works. This can limit the spread and reduce further damage.
In this thesis, we will highlight some basic methods of analysis and analyze
a real obfuscated malware. We will describe static and dynamic methods of
analysis and the tools that are used for each of them. We will analyze the
DarkComet malware, which was obfuscated using ASProtect packer.





Dandanašnji programi se izvajajo tako, da procesor izvede zaporedje ukazov.
Ti ukazi so v obliki strojne kode, ki je sestavljena iz zaporedja enic in ničel
- binarno. ISA je abstraktni model računalnika, ki je realiziran v obliki
procesorja. Ta definira podprte podatkovne tipe, registre, strojno podporo
za upravljanje glavnega pomnilnika in V/I model. Poleg tega tudi določa
vedenje strojne kode [5]. ISA torej definira različne ukaze in njihovo izvajanje
na procesorju. Večina sodobnih procesorjev, za osebne računalnike, temelji
na x86 ISA. Zaradi tega je tudi velika večina zlonamerne programske opreme
napisana za to arhitekturo [1].
Ker je programiranje v strojni kodi dokaj nepregledno in zamudno, se
je razvil zbirni jezik. To je nizko-nivojski programski jezik, ki ima en iz-
raz na ukaz (relacija 1:1 s strojno kodo). V tabeli 1.1 vidimo relacijo med
strojno kodo in zbirnim jezikom. Čeprav je zbirni jezik veliko pregledneǰsi od
strojnega, je še vedno dokaj zamuden in večji programi hitro postanejo ne-
pregledni. Zato se običajno uporabljajo vǐsje-nivojski jeziki kot so C/C++,
C#, Python, Rust in tako dalje. Pri vǐsje nivojskih jezikih se en izraz v večini
prevede oz. izvede z večjim številom ukazom. Zato so nekateri specializirani
programi, ki potrebujejo maksimalno hitrost, napisani ali optimizirani na
nivoju zbirnega jezika [16].
Prevajalniki so programi, ki prevedejo en programski jezik v drugega.
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Strojna koda Zbirni jezik
8B0C250400FE7F mov ecx, dword ptr ds:[7FFE0004]
B82003FE7F mov eax, 7FFE0320
48C1E120 shl rcx, 20
488B00 mov rax, qword ptr ds:[rax]
48C1E008 shl rax, 8
48F7E1 mul rcx
488BC2 mov rax, rdx
C3 ret
Tabela 1.1: Primer funkcije napisane v strojnem in zbirnem jeziku.
Za optimiziranje prevajalnikov vǐsje nivojskih jezikov je bilo vloženo veliko
dela. Prevajanje in optimizacija sta lahko razmeroma počasna zato se upora-
bljajo različni izvršljivi (angl. executable) formati. Ti vsebujejo že prevedeno
strojno kodo, ki jo procesor zna izvesti.
Operacijski sistemi uporabljajo različne izvršljive formate. Windows upo-
rablja format PE (npr. datoteke s končnico .exe, .dll), Unix in njemu podobni
uporabljajo ELF. Z razhroščevalniki, razstavljalci in podobnimi orodji lahko
preberemo te datoteke in vidimo kodo v strojem jeziku in zbirniku. Proces
prevajanja programa je zapleten in običajno cilja na čim bolǰso zmogljivost.
Zato se pri prevajanju vǐsje nivojskih jezikov lahko izgubi veliko informacij
(podatkovni tipi, imena funkcij, spremenljivk, razredov, itd.). To pomeni,
da ne moremo iz strojne kode pridobiti oz. rekonstruirati originalne izvorne
kode. Proces, pri katerem poskušamo ugotoviti delovanje programa in nje-




Zlonamerna programska oprema (angl. malware) so programi oz. koda, ki
lahko naredi škodo ali zmoti normalno uporabo naprave. Zlonamerna pro-
gramska oprema lahko pridobi nepooblaščen dostop do sistema in informa-
cij. Pisci teh programov so pogosto motivirani z denarjem. Okužene sisteme
uporabljajo za zlonamerne namene. To vključuje prodajo sistemskih virov,
zbiranje in prodajanje informacij (osebne informacije, gesla, itd.), izvedbo
drugih napadov, itd. [13].
Žrtve zlonamerne programske opreme pogosto pridobijo programe preko
e-pošte in spletnih strani nevede, da vsebujejo zlonamerno kodo [11]. Ne-
katera zlonamerna programska oprema se po zagonu širi na druge sisteme.
Lahko se širi na različne načine:
 preko nezaščitenega lokalnega omrežja,
 izkorǐsča hrošč v programski opremi (npr. datotečni strežnik),
 pošilja e-pošte iz okuženih sistemov oz. njihove e-pošte (taki e-pošti
prejemniki lažje zaupajo).
Zlonamerna koda se lahko širi in skriva samo na lokalnem računalniku,
na primer tako, da se vstavi v druge procese ali pa proizvaja kopije samega
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sebe. Taka zlonamerna programska oprema je pogosto ciljno usmerjena (angl.
targeted) na določen sistem ali osebo in jo je težje zaznati kot ostale.
Protivirusna programska oprema je namenjana za detekcijo, zaščito in
odstranitev zlonamerne programske opreme. Ti programi redno pregledu-
jejo sistem in ǐsčejo zlonamerno programsko opremo. Lahko tudi pregledajo
datoteko preden jo odpremo ali prenesemo iz spleta.
2.1 Vrste zlonamerne programske opreme
Ker je zlonamerna programska oprema lahko zelo različna po namenu, funk-
cionalnosti in širjenju, poznamo več vrst in podvrst zlonamerne programske
opreme. Med glavne vrste štejejo:
 Virus - pogosto je skrit v na videz neškodljivem programu, kjer lahko
proizvaja kopije samega sebe ali pa se vstavlja v druge procese ali
datoteke in potem izvaja škodljiva dejanja [4].
 Črv - lahko proizvaja kopije samega sebe in se pogosto širi preko lo-
kalnega omrežja z izkorǐsčanjem varnostnih ranljivosti. Lahko se širi
tudi preko e-pošte, odstranljivih pogonov, tekstovnih sporočil, social-
nih omrežij, itd.
 Trojanski konj - pogosta vrsta, ki se ne širi sama od sebe. Pogosto
imajo imena legitimnih programov oz. aplikacij. Lahko so uporabljeni
za prenos ostale zlonamerne programe, beleženju tipkanja in pošiljanju
informacij o uporabniku ter sistemu.
 Korenski komplet (angl. rootkit) - po navadi spreminja funkcije opera-
cijskega sistema, tako uporabniku prikrije svoje delovanje, zato poskuša
skriti svoje delovanje na napravi in ostati dejaven čim dlje.
 Izsiljevalska programska oprema (angl. ransomware) - šifrira diske
oz. datoteke in mape. S tem blokira dostop do pomembnih dato-
tek. Pogosto poskuša izsiliti denar tako, da uporabniku ponudi ključ
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za dešifriranje. Velikokrat tudi po prejemu denarja ne dešifrirajo dato-
tek.
2.2 Trojanski vratar
Trojanski vratar (angl. remote access trojan, RAT) je podvrsta trojanskega
konja, ki omogoči oddaljen dostop do okuženega sistema. Deluje tako, da
na okuženem sistemu namesti RAT strežnik, ki omogoči napadalcu dostop
s posebnim programom - imenovanim kontrolni center. Ta je specifično na-
pisan za interakcijo z določeno vrsto RAT strežnika. Primer kontrolnega
centra je viden na sliki 2.1. Z njim napadalec pridobi dostop do datotečnega
sistema, uporabnǐskih informacij in sistemskih virov, s katerimi lahko izva-
janja napade na ostale sisteme [9]. Zaradi svoje vsestranske funkcionalnosti
je zelo pogost in lahko povzroči ogromno škode. Nekatere znane različice so
DarkComet, Sakula, Havex in ComRat.




Zmaličenje (angl. obfuscation) je tehnika, ki zakrije delovanje programa. S
tem naredijo novo različno verzijo, ki pa je po funkcionalnosti enaka [18].
Pisci zlonamerne programske opreme pogosto zmaličijo program, da skrijejo
delovanje pred protivirusnimi programi. Poleg tega tudi otežijo analizo, saj
naredijo kodo bistveno manj razumljivo. Lahko tudi zmotijo delovanje oro-
dij uporabljenih pri analizi. Medtem ko tu govorimo o uporabi zmaličenja
za prikrivanje zlonamerne programske opreme, se ta tehnika pogosto upora-
blja tudi za legitimne razloge v obliki orodij za upravljanje digitalnih pravic.
Prve uporabe zmaličenja so imele prav ta namen in so upočasnjevale he-
kerje, ki so poskušali narediti neko plačljivo oz. licenčno programsko opremo
brezplačno.
Implementacije zmaličenja so zelo različne in segajo od preprostih bitnih
manipulacij (npr. XOR) do zapletenega zaporedja operacij, ki popolnoma
spremenijo program. Ena najbolj osnovnih metod je skrivanje nizov. Ti
nizi so lahko URL-ji, naslovi (ključi) registrov, imena datotek, obvestila o
napakah, itd. Ta metoda je priljubljena, ker nam nizi lahko podajo veliko
informacij o delovanju nekega dela programa. Programi, ki zmaličijo cel




Poznamo veliko vrst zmaličenja, ki se razlikujejo po svoji implementaciji in
stopnji zmaličenja.
3.1.1 Šifriranje
Šifriranje je ena prvih metod izogibanja protivirusnih programov. Po navadi
je tak program sestavljen iz dveh delov. En del je šifrirana koda, drugi del
pa funkcija, ki dešifrira kodo. Za vsako okužbo se uporabi drugačen ključ pri
šifriranju. S tem skrijejo svoj podpis (angl. signature) pred protivirusnimi
programi. Šifrirani programi ob zagonu izvede funkcijo za dešifriranje in
šele potem lahko izvede glavne dele programa. To oteži statično analizo, saj
skrije večino funkcij programa. Razlikujejo se v metodi šifriranja in načinu
pridobitve ključa.
3.1.2 Polimorfiranje in oligomorfiranje
Pomanjkljivost šifriranih zlonamernih programov je v funkciji dešifriranja.
Ta ostane enaka in protivirusni programi lahko uporabijo njen podpis za de-
tekcijo. Zato se je razvila tehnika, pri kateri lahko program spremeni funkcijo
za dešifriranje iz ene generacije v drugo. Prvi oligomorfni programi so lahko
ustvarili le nekaj različnih verzij in protivirusni programi so prej ali slej pri-
dobili podpise vseh verzij. Ta problem poskušajo rešiti polimorfni programi,
z uporabo različnih vrst zmaličenja, kot so zamenjava oz. preimenovanje
registrov, mrtva koda in tako dalje. S tem lahko ustvarijo veliko več različic.
3.1.3 Metamorfiranje
Metamorfiranje je dopolnitev preǰsnjih vrst zmaličenja. Uporablja metode
prednikov, vendar s spremembo, da lahko med delovanjem neprestano ustvar-
ja nove različice [17]. Cilj te vrste je, da ne razkrije svoje glavne kode. Noveǰse
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vrste metamorfiranja uporabljajo strojno učenje in s tem postanejo še težje
za detekcijo.
3.1.4 Premeščanje registrov
Premeščanje registrov je tehnika, ki zamenja registre. S tem ostane funkcio-
nalnost enaka, strojna koda se pa spremeni in s tem tudi podpis programa.
Na sliki 3.1 vidimo primer premeščanja. Poleg tega je vidno, da se velik del
podpisa ne spremeni. Zaradi tega se ta tehnika redko uporablja.
Slika 3.1: Primer premeščanja registrov.
3.1.5 Premeščanje procedur
Premeščanje procedur prikrije kodo tako, da zamenja zaporedje procedur. S
tem lahko naredimo veliko različnih različic. Ker koda ostane enaka in je
samo premeščena na drugo mesto, se ta metoda v večini uporablja v kombi-
naciji z drugimi tehnikami.
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3.1.6 Mrtva koda
Mrtva koda je tehnika, kjer v originalno kodo vstavimo odvečno kodo in po-
datke. Ta se ne bo nikoli izvedla ali pa ne stori pravzaprav nič in ne spremeni
funkcionalnosti [3]. To lahko stori na več načinov. En način je vstavljanje
nop ukazov. Ta ne naredi nič in se uporablja za časovne namene, saj se
izvaja točno določno število CPE ciklov. Drug način je uporaba tako ime-
novanih neprozornih predikatov (angl. opaque predicates). To so predikati,
ki imajo vedno enako vrednost. Običajno se določijo z na videz zapleteno
matematično funkcijo, ki pa vedno vrne enako vrednost. Predikat se torej
vedno izvede ali pa se ne. Tako lahko ustvari veliko mrtve kode, ki se nikoli
ne izvede. Primer mrtve kode z uporabo neprozornih predikatov je viden na
sliki 3.2.
mov  eax, ffffffff
cmp  eax, ffffffff






Slika 3.2: Mrtva koda z neprozornim predikatom.
3.1.7 Zamenjava ukazov
Pri zamenjavi ukazov zamenjamo nekatere ukaze z drugimi, ki so po funkcio-
nalnosti ekvivalentni. Na primer premik ničle v nek register se lahko funkci-
onalno izvede kot XOR operacija registra s samim sabo. Premik registrov se
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lahko izvede z ukazoma push in pop. Še nekaj primerov vidimo v tabeli 3.1.
Če imamo velik nabor ekvivalentnih ukazov lahko zamenjamo veliko kode.
Originalen ukaz Zamenjava
xor reg, reg mov reg, 0
mov reg1, reg2 push reg2
pop reg1
add reg, 1 sub reg, -1
retn pop reg
jmp reg
call func push return address
ret
nop xchg reg, reg
Tabela 3.1: Ukazi in ekvivalentne zamenjave.
3.1.8 Navidezni stroji
Ena od najbolj zahtevnih zmaličenj za analizo so programi, ki temeljijo na
navideznih strojih. Ti programi lahko izvajajo povsem svojo arhitekturo
[15]. To pomeni, da so ukazi (koda programa) povsem drugačni in za njih
ne vemo kaj storijo. Program se izvaja tako, da ima funkcijo, ki se izvaja
v originalni arhitekturi in dekodira ter interpretira ukaze. Ta funkcija je
lahko znotraj programa ali pa v povsem drugem programu, ki potem izvaja
zmaličen program neodvisno od operacijskega sistema.
Ker se v programu izvaja povsem druga arhitektura, se pogosto program
močno upočasni. Če potrebujemo hitrost, se to zmaličenje naredi samo nad
nekaterimi pomembneǰsimi funkcijami ali pa se naenkrat interpretira večji
del programa. Programi napisani v programskem jeziku Java imajo končno
izvršljivo datoteko v obliki navideznega stroja. Razlika je v tem, da je nji-
hova arhitektura znana in da se koda povsem interpretira oz. prevede pred




Orodja za analizo in odkrivanje zmaličene kode v splošnem razdelimo v dve
kategoriji. V prvi so orodja, ki jih uporabljamo pri statični analizi. Pri tej
analizi programa, ki ga analiziramo, ne zaženemo na sistemu. Orodja, ki jih
tu uporabljamo, analizirajo binarno strukturo izvršljive datoteke. V drugi
kategoriji so orodja, ki jih uporabljamo pri dinamični analizi. Tu program
zaženemo, opazujemo in analiziramo, kaj program dejansko dela. Pri analizi
zlonamernih programov moramo paziti, da se pri dinamični analizi zaščitimo.
Poleg tega nam ti programi pogosto poskušajo otežiti analizo s tem, da nam
prikrijejo informacije in izkorǐsčajo ranljivosti v orodjih.
4.1 Splošna orodja
Splošna orodja so namenjena za splošno analizo sistema ali programa. Tu
imamo orodja, ki jih uporabljamo pri statični in tudi dinamični analizi. Sem
bomo uvrstili orodja kot so sistemski monitorji, različni urejevalniki, orodja
za analizo omrežnega prometa, itd. Nekaj orodij s te kategorije:
 XVI32 - šestnajstǐski urejevalnik, ki omogoča branje in urejanje binar-
nih datotek. Poleg tega lahko izračuna kontrolno vsoto datoteke in
izvaja skripte.
 CFF Explorer - z njim lahko beremo in urejamo izvršljive datoteke v
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PE formatu. Poda nam informacije o glavi datoteke, razdelitev sekcij,
uvozih in izvoznih funkcijah ter programskih virih. Poleg tega vsebuje
še preprost šestnajstǐski urejevalnik in razstavljalec.
 Process Hacker - upravljalec opravil, ki nam ponudi ogromno informacij
o sistemu in procesih. Poda nam pregled procesov in storitev, ki se
izvajajo na sistemu ter njihovo porabo sistemskih virov. Za posamezen
proces vidimo splošne informacije (pot, parametri, starševski proces,
itd.), statistiko porabljenih sistemskih virov, trenutne niti, varnostne
informacije, module in še veliko več.
 Procmon - sistemski monitor, ki nam prikaže izvedene sistemske klice.
Z njim vidimo sistemske klice za datotečni sistem, register, niti oz.
procese in omrežje. Primer vidimo na sliki 4.1.
 Wireshark - orodje za analizo omrežnega prometa. Pokaže nam ves pro-
met in pakete za določen omrežni vmesnik. Poleg tega razčleni pakete
in nam prikaže dodatne informacije kot so protokol paketa, ponorni in
izvorni naslov, poslani oz. prejeti podatki, itd.
 Fiddler - orodje za analizo HTTP in HTTPS omrežnega prometa. Poda
nam informacije o gostitelju, URL naslovu, tipu podatkov. Posebnost
orodja je, da lahko bere tudi promet zaščiten s TLS. Deluje tako, da
ustvari posrednǐski strežnik (angl. proxy). Ta deluje kot MIDM, ki
zamenja strežnikov certifikat z drugim, za katerega poznamo privatni
ključ.
4.2 Peskovniki
Peskovniki so orodja, ki jih uporabljamo pri dinamični analizi in nas zaščitijo
pred okužbo z zlonamerno programsko opremo. Delujejo tako, da ločijo za-
gnane programe od gostiteljskega operacijskega sistema. Po navadi so im-
plementirani na principu navideznih strojev. Poleg tega nam lahko podajo
dodatne informacije o izvajalnem programu kot so na primer sistemski klici,
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Slika 4.1: Primer prikaza sistemskih klicev v programu Procmon.
uporabljen pomnilnik, omrežni promet, itd. Napredni sodobneǰsi peskovniki
lahko tudi izvajajo zmaličen program in na podlagi tega producirajo čisteǰsi
program. Dober primer je program, ki vsebuje veliko mrtve kode. Peskovnik
lahko opazuje, kateri deli programa se izvedejo, in na podlagi tega filtrira
mrtvo kodo.
4.2.1 Sandboxie
Sandboxie je peskovnik, ki nam omogoča izolacijo zagnanih programov. De-
luje na Windows operacijskih sistemih in ustvari izolirano okolje, v kate-
rem zagnane aplikacije ne spremenijo datotek in registra gostiteljskega sis-
tema. Do tega okolja lahko dostopamo v posebnem direktoriju. To okolje
lahko počistimo in programi se bodo potem izvajali kot, da so bili zagnani
prvič. Poleg tega lahko blokiramo dostop do datotek, registra in omrežja.
Lahko tudi dodamo nove uporabnǐske profile, ki obstajajo samo v izoliranem
okolju.
Vse te funkcije nam pomagajo zaščititi gostiteljski sistem in pri tem niso
tako težke kot celoten navidezen stroj. Na sliki 4.2 vidimo program odprt s
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Slika 4.2: Program odprt v Sandboxie peskovniku.
Sandboxie. V programu smo ustvarili novo datoteko na C:\ pogonu, vendar
se je ta datoteka dejansko ustvarila v izoliranem okolju.
4.3 Razhroščevalniki
Razhroščevalniki so orodja, ki jih uporabljamo pri dinamični analizi. Z njimi
lahko zaporedno izvajamo ukaze ali pa zaustavimo izvajanje programa na
določenem mestu. Podajo nam stanje glavnega pomnilnika in registrov. Po-
leg tega tudi vsebujejo bolj enostavne razstavljalce. Imajo tudi funkcijo po-
stavljanja prekinitvenih točk (angl. breakpoint). Te postavimo na določen
naslov oz. ukaz in preden ga program izvede, se izvajanje programa ustavi.
V tem načinu imamo dostop do vseh registrov in pomnilnika programa. Raz-
hroščevalniki nam dajo tudi dostop do modulov, simbolov in niti, ki jih pro-
gram uporablja. Zlonamerna programska oprema pogosto poskuša zaznati
priklop razhroščevalnikov. Če ga zazna, preneha delovati ali pa skoči na
naslov z mrtvo kodo.
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Slika 4.3: Primer programa odprtega z x64dbg.
4.3.1 x64dbg
Za razhroščevanje bomo v glavnem uporabljali x64dbg. To je grafični raz-
hroščevalnik, ki je specializiran za x86 in x86-64 (x64) verzijo operacijskega
sistema Microsoft Windows. Poleg vseh osnovnih funkcij razhroščevalnikov
nam x64dbg nudi sledenje (angl. tracing). Sledenje nam omogoča shranje-
vanje izvedenih ukazov, stanja registrov in sklada medtem, ko se program
izvaja. To nam poda pogled nazaj. Vsebuje tudi pogojne prekinitvene točke.
Z njimi lahko izvajamo različne ukaze brez prekinitve delovanja. To nam po-
maga v primerih, ko zlonamerni program zazna čakanje in preneha delovati.
Orodje x64dbg nam prikaže tudi dober pregled nad podatki. Na primer, če je
v registru zapisan naslov znakovnega niza, nam prikaže ta niz. Pokaže nam
tudi statusne registre operacijskega sistema (LastError, LastStatus, itd.).
Ima možnost prikaza različnih klicnih konvencij (angl. calling convention).
Prav tako ima na voljo veliko dodatkov in skript. Primer programa odprtega
v x64dbg je na sliki 4.3.
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4.4 Razstavljalci
Razstavljalci so orodja, ki jih uporabljamo pri statični analizi. Ti prevajajo
programe iz nižjega programskega jezika v vǐsji. Splošni razstavljalci po na-
vadi prevajajo iz strojne kode v zbirni jezik. Obstajajo tudi bolj specifični
razstavljalci, ki prevajajo v vǐsje programske jezike, ko je mogoče. Na primer
za programe napisane v C# programskem jeziku obstajajo specifični razsta-
vljalci, ki nam iz prevedene datoteke povrnejo C# kodo. Ta ni popolnoma
enaka originalni, vendar je zelo podobna in po funkcionalnosti enaka.
Pisci zlonamerne programske opreme pogosto izbrǐsejo odvečne informa-
cije kot so simboli in uvozna tabela iz končne izvršljive datoteke in poleg
tega zaščitijo golo besedilo. Ker razstavljalci programa ne zaženejo, imajo
na voljo samo podatke, ki so zapisani znotraj izvršljive datoteke.
Algoritme razstavljanja v glavnem ločimo na dva pristopa: linearni in
rekurzivni.
 Pri linearnih algoritmih začnemo na nekem ukazu in dekodiramo vse
bajte, dokler ne naletimo na neveljaven ukaz [14]. Problem algoritma je,
da ne vemo kje začeti. Lahko začnemo na sekcijah, ki so označene kot
koda, vendar imamo lahko poleg kode tudi pomešane podatke, ki pov-
zročijo napake. To pomanjkljivost pisci zlonamerne programske opreme
radi izkorǐsčajo. Poleg tega je x86 bazirana na CISC arhitekturi, ki ima
različno dolge ukaze. Linearni algoritem pri RISC arhitekturah je za-
radi tega bolj enostaven. Linearni algoritem se po navadi uporablja v
razhroščevalnikih in programih, ki potrebujejo hitro, ne tako natančno
razstavljanje strojne kode.
 Rekurzivni algoritem se osredotoči na potek programa (angl. control
flow) [6]. Glede na trenuten ukaz izvede različne akcije. Pri ukazih, ki
ne spreminjajo poteka programa npr. mov, add, xor deluje enako kot
linearni algoritem. Pri pogojnih skokih npr. je, ja, jnz ne ve, ali se
bo skok izvedel, zato doda obe veji v vrsto naslovov, ki jih bo kasneje
razstavil. Za brezpogojne skoke se algoritem prestavi na skočni naslov.
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Problem nastane pri ukazih, ki skočijo na nek naslov, ki je shranjen
v registru npr. jmp rax. Pri takih ukazih se proces nadaljuje na na-
slednjem naslovu v vrsti. Pri ukazu, za klicanje procedur oz. funkcij,
call deluje zelo podobno kot pri brezpogojnih skokih. Dodatno doda v
vrsto naslovov še naslov, ki sledi za call ukazom. Za določene ukaze ne
vemo kje bi program nadaljeval npr. ret. Pri takih ukazih nadaljujemo
proces na naslednjem naslovu v vrsti. Uporaba rekurzivnega pristopa
je natančneǰsa od linearnega algoritma, vendar ga lahko še vedno pre-
tentamo. Pogosta metoda je zamenjava vseh call ukazov z npr. jmp
rax.
4.4.1 Interaktivni razstavljalec
Interaktivni razstavljalec (angl. interactive disassembler, IDA) je zelo po-
gost razstavljalec. Za razstavljanje uporablja rekurzivni algoritem z ve-
liko optimizacij, na primer zaznavanje stikal (angl. switch) in poskusnih
(angl. try) blokov. Vsebuje ogromno funkcij, ki nam pomagajo pri obra-
tnem inženiringu.
Vsebuje podporo za veliko arhitektur in izvršljivih datotek. Razstavlja-
nje izbolǰsa z ostalimi informacijami, na primer tistim v glavi PE formata.
Poleg razstavljalca vsebuje tudi razhroščevalnik oz. priklop na oddaljen raz-
hroščevalnik. Ima možnost iskanja in izpisa vseh znakovnih nizov. Ima tudi
zelo uporabno funkcijo iskanja navzkrižnih referenc (angl. cross-reference).
Ta nam omogoča, da izberemo nek podatek na naslovu in najdemo vse ukaze,
ki uporabljajo ta naslov. S to funkcijo postane iskanje ukazov, ki uporabljajo
določen niz, zelo enostavno. Naslednja uporabna funkcija je generiranje psev-
dokode. Ta nam generira kodo v obliki vǐsje-nivojskega jezika C. Koda ni
vedno povsem pravilna, vendar nam lahko olaǰsa analizo programa. Poleg
teh funkcij vsebuje še veliko ostalih, ki nam pomagajo pri analizi. Primer
programa odprtega v IDA je vidno na sliki 4.4.
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Prejeli smo vzorec zlonamerne programske opreme z imenom P0003.exe. Vzo-
rec je tipa PE 32bit, ki je namenjen za delovanje na x86 verzijah Windows
operacijskih sistemih. Poskusili bomo ugotoviti vrsto zlonamerne programske
opreme in razvozlati njeno delovanje. Da dosežemo ta cilj, bomo uporabljali
nekaj orodij in metod, ki smo jih opisali v preǰsnjih poglavjih.
5.1 Priprava delovnega okolja
Za zaščito pred okužbo smo postavili posebno delovno okolje. Na naš sis-
tem smo namestili dva navidezna stroja. Za podlago virtualizicije smo iz-
brali hipernadzornik Hyper-V. Ta je brezplačen na Windows sistemih in nam
omogoči enostavno dodajanje in konfiguriranje navideznih strojev.
5.1.1 Windows navidezni stroj
Na prvi navidezni stroj smo namestili 64-bitno verzijo operacijskega sistema
Windows 10. Ta sistem smo uporabljali za opravljanje dinamične analize.
Nanj smo namestili nekaj splošnih orodij (CFF Explorer, Procmon, Pro-
cess Hacker, Wireshark), program za razhroščevanje x64dbg in peskovnik
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Sandboxie. Windows 10 sistemi imajo pred naloženo protivirusno opremo
Windows Security oziroma Windows Defender. Če protivirusne opreme ne
onemogočimo, bo ta poskušala blokirati in odstraniti zaznane škodljive pro-
grame. Na žalost Windows Security nima enostavne možnosti za popolno
izključitev. Lahko ga izključimo samo začasno in se ob vsakem ponovnem
zagonu sistema reaktivira in blokira zlonamerno programsko opremo. Za
dokaj trajno izključitev moramo spremeniti nekaj registrskih ključev in one-
mogočiti opravila za redno pregledovanje. Opravilo za redno pregledova-
nje onemogočimo v razporejevalniku opravil pod imenom Windows Defender
Scheduled Scan. Registrski ključi za izključitev so:
HKLM\SOFTWARE\Policies\Microsoft\Windows Defender
DWORD AllowFastServiceStartup = 0
DWORD ServiceKeepAlive = 0
DWORD DisableAntiSpyware = 1
Real-Time Protection
DWORD DisableBehaviorMonitoring = 1
DWORD DisableRealtimeMonitoring = 1
Po namestitvi in konfiguraciji sistema smo za navidezni stroj ustvarili kon-
trolno točko (angl. checkpoint). Ta shrani trenutno stanje in podatke na-
videznega diska. Tako lahko kasneje obnovimo to stanje, če se zlonamerni
program inicializira samo enkrat ali pa pride do kakšnih drugih zapletov.
5.1.2 Debian navidezni stroj
Na drugi navidezni stroj smo namestili 64-bitno Debian distribucijo opera-
cijskega sistema Linux. Na tem sistemu bomo opravljali statično analizo. Po
navadi opravljamo statično analizo na sistemu, ki mu zlonamerna program-
ska oprema ni namenjena. Na takih sistemih se program ne bo zagnal, če ga
po nesreči odpremo ali pa ga požene kakšen drug program. Nekaj orodij, ki
smo jih uporabljali, so del GNU sistema in so že pred nameščeni na sistem.
Ostali paketi, ki smo jih potrebovali so:
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 HTTP strežnik (nginx),
 FTP strežnik (vsftpd),
 DNS strežnik (fakedns),
 pev nabor orodij za analizo PE datotek,
 Detect-It-Easy orodje za detekcijo prevajalnikov in pakirnikov.
Namestili smo tudi brezplačno verzijo IDA razstavljalca. Ta verzija ima
podporo samo za nekaj arhitektur procesorjev in tipov datotek, poleg tega
tudi zaostaja za nekaj verzij.
5.1.3 Omrežje
Po navadi ne želimo, da imajo sistemi, na katerih analiziramo škodljivo pro-
gramsko opremo, popolen dostop do omrežja. Izolacijo omrežja lahko im-
plementiramo na veliko različnih načinov. Tu smo s Hyper-V upravljalcem
ustvarili novo navidezno stikalo in z njim povezali navidezne stroje. Debian
navidezni stroj smo tudi povezali s še enim navideznim stikalom, ki nima
dostopa do lokalnega omrežja, lahko pa dostopa do interneta. Na navidezna
stroja smo nastavili statične IP naslove v omrežju 192.168.200.0/24. Debian
smo nastavili na 192.168.200.1, Windows pa na 192.168.200.2. Za Debian
smo napisali tudi dve skripti, ki omogočita ali onemogočita dostop do inter-
neta tudi Windows sistemu. To smo realizirali z uporabo iptables orodja.
5.2 Analiza pakirnika
Analizo vzorca smo začeli s pridobitvijo osnovnih informacij o programu. Na
Debian sistemu smo najprej zagnali program file. Ta na podlagi magične
številke in glave datoteke poskuša ugotoviti tip datoteke in izpisati nekaj
informacij. Ko smo program file zagnali nad vzorcem, je izpisal, da je tip
datoteke PE32 in je namenjen za Windows sisteme. Nato smo s programom
sha256sum izračunali SHA-256 zgoščeno vrednost vzorca. Nekateri programi
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in spletne strani lahko na podlagi te vrednosti identificirajo prav ta vzorec.
To vrednost smo vnesli na spletno stran virustotal.com. Ta nam je izpisala
rezultate 68 protivirusnih programov. Več kot polovico od njih je zaznalo
vzorec kot neko vrsto trojanskega konja. Poleg tega je označilo vzorec z
aspack in asprotect zastavicami. Zastavice nam dajo dodatne informacije o
vzorcu. V tem primeru je bilo iz zastavic vidno, da je bil vzorec zmaličen
z ASPack ali ASProtect pakirnikom. Nato smo uporabili orodje pescan iz
paketa orodij pev.
> pescan P0003.exe
file entropy: 7.716051 (probably packed)




TLS directory: found - no functions
timestamp: too old (pre -2000)
section count: 10 (high)
sections
section
: suspicious name , self -modifying
section
: suspicious name , self -modifying
section
: suspicious name , zero length , self -modifying
section
: suspicious name , self -modifying
section
: suspicious name , zero length , self -modifying
section
: suspicious name , small length , self -modifying
section






.adata: zero length , self -modifying
Iz izpisa je razvidno, da je izračunana entropija datoteke okoli 7,72. V pov-
prečju imajo navadni programi entropijo pod 6,5 [10]. Vǐsja entropija pomeni,
da je datoteka bolj podobna naključnim podatkom, kar lahko pomeni, da je
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bila datoteka pakirana ali šifrirana. Ostale informacije, ki nam povejo, da
je datoteka verjetno pakirana, so lažna vstopna točka, manjkajoče uvozne
funkcije, veliko število sekcij, sekcije z izvršilnim in pisalnim dostopom.
Pogost program, ki se uporablja pri obratnem inženiringu je, program
strings. Enako kot file je tudi ta del GNU sistemov. Ta nam izpǐse nize v
binarni datoteki. Za naš vzorec je izpisal veliko rezultatov, vendar je večina
samo nabor naključnih znakov. Ostali nizi so bili ”This program must be
run under Win32”, ki je značilen za PE datoteke in nekaj nizov, ki vsebujejo
imena Windows DLL knjižnic (npr. kernel32.dll) in imena funkcij iz teh
knjižnic (npr. GetProcAddress).
Z visoko verjetnostjo, da je datoteka pakirana, smo zagnali orodje pepack.
To orodje poskusi identificirati pakirnik, ki je bil uporabljen. Orodje je iden-
tificiralo pakirnik kot AsProtect 1.33 - 2.11. Da smo se še bolj prepričali o
verziji pakirnika in identificirali uporabljen prevajalnik, smo uporabili Detect-
It-Easy program. Na sliki 5.1 vidimo rezultat programa Detect-It-Easy. Ta
je identificiral pakirnik kot ASProtect 1.23 - 2.56 in prevajalnik kot Borland
Delphi. Za veliko vrst pakirnikov obstajajo programi, ki poskušajo povr-
niti originalno datoteko ali pa podajo ključne informacije, kot so na primer
originalna vstopna točka programa.
5.2.1 Pregled delovanja
Na Windows sistemu smo vzorec zagnali v peskovniku Sandboxie. Opazili
smo, da je ustvaril nekaj datotek in registrskih ključev. Vzorec se je pre-
kopiral v ”%USERPROFILE%\Documents\DCSCMIN\IMDCSC.exe”. V
”%APPDATA%\Microsoft\Windows\Start Menu\Programs\Startup” dire-
ktoriju je ustvaril skripto z imenom ”asdf.vbs”. Ta direktorij je namenjen
za dodajanje zagonskih programov (angl. startup programs). Ti se bodo za-
gnali ob prijavi uporabnika. Končnica ”.vbs” je značilna za VBScript skriptni
jezik.
SeT sDfOuAudN = CREaTeobject (" wsCript.shell")
sDfOuauDN.ruN """C:\Users\DBG\Documents\DCSCMIN\IMDCSC.exe"""
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Slika 5.1: Analiza programa z orodjem Detect-It-Easy.
Znotraj skripte je bila res zapisana koda v VBScript skriptnem jeziku. Ta
zažene kopijo, ki jo je program pred tem kopiral v dokumente. V register je
dodal naslednje vrednosti:
HKCU\SOFTWARE\DC3 FEXEC
REG SZ 5/12/2020 at 10:03:54 PM
HKCU\SOFTWARE\Microsoft\Windows\CurrentVersion\Run
REG SZ DarkComet RAT
HKLM\SOFTWARE\Microsoft\Windows NT\CurrentVersion\Winlogon
REG SZ UserInit
V ključu ”DC3 EXEC” je bil zapisan čas in datum zagona. Ključa ”Run” in
”Winlogon” sta namenjena dodajanju zagonskih programov. To so bile vse
spremembe, ki smo jih zasledili z uporabo peskovnika Sandboxie.
Analiza z orodjem Procmon
Zatem smo počistili Sandboxie okolje in poskusili analizirati program z upo-
rabo Procmon sistemskega monitorja. Opazili smo, da se program ni več
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izvajal enako. Hitro se je zaključil in ni ustvaril nobenih sprememb. Skle-
pali smo, da je program zaznal orodje in se zaključil, da prepreči analizo.
Programi pogosto ǐsčejo procese po imenih (npr. cmd.exe) in besedilih oken.
Najprej smo preimenovali ime Procmon programa v ”notamonitor.exe” in
ugotovili, da se je vzorec sedaj izvajal enako kot prej. V grobem je izgle-
dalo, kot da se program izvaja v intervalih. Približno vsakih 25 sekund je
program naredil svoje spremembe (dodajanje startup programov, kopiranje,
sprememba registra) in nato ustvaril nov proces z različnimi parametri, kjer
se to ponovi.
Analiza omrežnega naslova
Poleg tega smo tudi odkrili, da program poskuša komunicirati z IP naslovom
”160.202.163.246” na TCP vratih 1604. Videli smo tudi, da program ustvari
direktorij ”%APPDATA%\Roaming\dclogs”, ki ga prej nismo zasledili. Po-
tem smo na Debian sistemu poskusili pridobiti nekaj informacij o tem IP
naslovu. Odkrili smo, da ne odgovarja na ICMP Echo oz. ping zahteve.
Poskusili smo se tudi povezati na vrata 1604, vendar povezava ni uspela. Na
spletu smo preverili za katero storitev so namenjena TCP vrata 1604 in ugo-
tovili, da gre za DarkComet RAT kontrolno orodje. Sklepali smo, da po vsej
verjetnosti ta kontrolni strežnik ne deluje več. Z orodjem whois smo preverili
tudi nekaj ostalih informacij o IP naslovu. Iz njegovega izpisa smo odkrili,
da je ta naslov del južno korejskega ponudnika storitev NeoSilkRoad.
5.2.2 Prvotna analiza z razstavljalcem
Ko smo odprli vzorec z IDA, je ta pravilno identificiral tip datoteke in na-
stavil nastavitve. Potem nas je opozoril, da je uvozna tabela uničena in
da je datoteka mogoče pakirana. Nato nas IDA postavi na začetni naslov
programa.




Vidimo, da začetna funkcija ne naredi veliko. Najprej na sklad potisne naslov
0x564001, nato pokliče nullsub in se zaključi. Funkcija nullsub vsebuje samo
en ukaz (retn) in se takoj povrne nazaj. Ko pridemo do ukaza retn program
skoči na naslov, ki je na vrhu sklada torej naslov 0x564001. Tak način klicanja
funkcij je nenavaden. Programi funkcije po navadi izvajajo tako, da ukaz call
na sklad potisne naslov naslednjega ukaza in, ko pridemo do ukaza retn, se
program povrne na potisnjen naslov.
Način, ki je prikazan zgoraj je namenjen zavajanju razstavljalcev. Ne-
kateri razstavljalci ne prepoznajo, da bo funkcija po retn skočila na naslov
0x564001 in s tem zaključijo razstavljanje. Funkcija na naslovu 0x564001 je
prav tako kratka. Vsebuje samo dva ukaza pusha, ki potisne vse splošno na-
menske registre na sklad, in call p0003.56400A. Zatem je samo še ukaz, ki
skoči na neveljaven naslov in bi povzročil izjemo.
0056400A pop ebp ; 564007
0056400B inc ebp ; 564008
0056400C push ebp ; 564008
0056400D retn
Na naslovu 0x56400A so trije ukazi. Prvi vzame vrednost iz sklada in jo
zapǐse v ebp register. Drug ukaz poveča vrednost v ebp registru za 1 in
tretji potisne ebp register na sklad. Ko program pride na to lokacijo, je na
vrhu sklada povratni naslov, na katerega se bo program vrnil ob klicu ukaza
retn. Funkcija torej pridobi povratni naslov, ga poveča za 1 in se vrne. Na
tem mestu IDA ne ve, kam se ta funkcija vrne, in preneha razstavljanje.
To vidimo tudi v oknu funkcij, ki vsebuje samo 3 funkcije. Sami pa lahko
izračunamo naslov, na katerega se bo program vrnil, in to je naslov 0x564008
(0x564007 + 1). Na tem naslovu je ukaz jmp, ki skoči na naslov 0x56400E.
Tu program takoj pokliče funkcijo z naslovom 0x564014. Od tu naprej smo
v IDA programu uporabljali pogled grafa. Ta prikaže bloke programa, ki so
med seboj povezani s skoki. Tako lažje vidimo potek programa.
00564014 pop ebp ; 564013
00564015 mov ebx ,FFFFFFED ; -13
0056401A add ebx ,ebp ; 564000
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0056401C sub ebx ,164000 ; 400000
00564022 cmp byte ptr [ebp+4D],1 ; [564013+4D] => [564060]
00564026 jnz short p0003.564034 ; izvede skok
........
00564034 lea eax ,[ebp +53] ; 564013+53 => 564066
00564037 push eax ; 564066
00564038 push ebx ; 400000
00564039 push dword ptr [ebp+9ED] ; [564013+9 ED] => [564 A00]
0056403F lea eax ,[ebp +35] ; 564013+35 => 564048
00564042 push eax ; 564048
00564043 jmp p0003.5640CA
Če sledimo programu naprej, vidimo izračun s povratnim naslovom in primer-
javo bajta. Če poenostavimo izračun izgleda tako: povratniNaslov - 0x13 -
0x164000. Rezultat izračuna je 0x400000. To je bazni naslov programa. Bajt,
ki se primerja na naslovu 0x564022, je od povratnega naslova odmaknjen za
0x4D. Njegova vrednost je 0, zato se skok na naslovu 0x564026 izvede. Pro-
gram skoči na naslov 0x564034. Tam se na sklad potisneta naslova 0x564066
in 0x400000 ter vrednost na naslovu ebp+0x9ED oz. 0x564A00. Ta naslov je
znotraj uvozne tabele. Natančneje bo med tekom programa to naslov funk-
cije, ki skoči na naslov funkcije GetModuleHandleA. Ta se nahaja v sistemski
knjižnici ”kernel32.dll”.
005640 CA or esi ,5 FF75B62 ; vrednost ni znana
005640 D0 call p0003.5640DD ; na sklad potisne 5640D5
........
005640 DD call p0003.5640ED ; na sklad potisne 5640E2
........
005640 ED jmp p0003.5640FF
........
005640 FF pop esi ; 5640E2
00564100 pop edx ; 5640D5
00564101 call p0003.56410C ; na sklad potisne 564106
........
0056410C push eax ; 564048
0056410D push 74 B66B35 ; 74 B66B35
00564112 pop esi ; 74 B66B35
00564113 pop edi ; 564048
00564114 pop eax ; 564106
00564115 add edx ,8D8 ; 5649AD
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0056411B mov al,bl ; eax = 564100
0056411D mov ebx ,0 ; 0
00564122 push edi ; 564048
00564123 push esi ; 74 B66B35
00564124 jmp p0003.564139
........
00564139 pop esi ; 74 B66B35
0056413A pop edi ; 564048
0056413B mov ecx ,[edx+ebx] ; [5649AD] => E119AC79
0056413E mov edi ,44 CF23CE ; 44 CF23CE
00564143 xor ecx ,1 F11A6FE ; FE080A87
00564149 mov esi ,53 A60F0B ; 53 A60F0B
0056414E sub ecx ,41 D9AE5F ; BC2E5C28
00564154 mov edi ,esi ; 53 A60F0B
00564156 sub ecx ,594 A60AC ; 62 E3FB7C
0056415C sub eax ,7249922C ; 8E0CAED4
00564162 push ecx ; 62 E3FB7C
00564163 pop dword ptr [edx+ebx] ; [5649AD] = 62 E3FB7C
00564166 call p0003.564170
Programu smo sledili do naslova 0x564163 in si sproti računali vrednosti na
skladu in v registrih. Na tem naslovu program zapǐse vrednost 0x62E3FB7C
na naslov 0x5649AD. Ta naslov je znotraj sekcije, ki ima dovoljenje izvajanja
ukazov oz. se uporablja za shranjevanje kode. V teh sekcijah je koda, ki
jo generira prevajalnik in jo po navadi program med izvajanjem ne spre-
minja. Sklepali smo, da program izvaja samo-spreminjajočo kodo (angl.
self-modifying code). Zato smo vrednost poskusili dekodirati v ukaze. Za
dekodiranje smo uporabili preprost spletni zbirnik in razstavljalec, ki je do-
stopen na ”defuse.ca”. Ker smo delali na sistemu, ki deluje po načelu tankega
konca (angl. little endian), je dejanska vrednost, ki se zapǐse v pomnilnik
0x7CFBE362. Ta vrednost se dekodira v dva ukaza jl fffffffd in jecxz 66.
Ukaz jl je pogost in naslov na katerega skoči 0xFFFFFFFD je veljaven. Skoki
so relativni od trenutnega naslova. Vrednost 0xFFFFFFFD pomeni, da program
skoči na naslov odmaknjen za -3. Drugi ukaz ni tako pogost, vendar še vedno
skoči na veljaven naslov. To je bil dodaten dokaz, da je to samo-spreminjajoča
koda. Na tem mestu smo se odločili zaključiti postopek statične analize v
programu IDA, saj je bil postopek ”ročnega” izvajanja programa potraten in
nepotreben.
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5.2.3 Analiza z razhroščevalnikom
V razhroščevalniku smo potrdili našo hipotezo. Program modificira kodo od
naslova 0x564410 do naslova 0x5649AF. Če poenostavimo postopek modifika-
cije, dobimo pet korakov. V 5.1 tabeli vidimo obseg modifikacije in operacije,
ki jih program izvrši nad podatkih znotraj teh obsegov. Podatke procesira
v 4 bajtnih oz. dvojno besednimi (angl. double word, DWORD) bloki. Ko-
raki se izvedejo v enakem zaporedju, kot so zapisani v tabeli. Po izvedbi
modifikacij program nadaljuje izvajanje na naslovu 0x56448E.
Obseg Operacija
5651A9 - 5649AD (data XOR 1F11A6FE) + 64DBF0F5
5650C4 - 5649AC (data XOR 66D29E9A) + 0BFF23DD
565007 - 5649AF data + 4E10621B
564410 - 5649AC ((data XOR 776FAB4C) - 29854795) XOR 7BCD10AA
564ED9 - 5649AD ((data XOR 18EF1E92) + 300CB063) XOR 62B77460
Tabela 5.1: Postopki modifikacije kode.
Uporaba strojnih prekinitvenih točk
Ker program spreminja kodo, ne smemo v teh delih uporabljati program-
skih prekinitvenih točk (angl. software breakpoints). Te prekinitvene točke
delujejo tako, da na postavljen naslov zapǐsejo ukaz int3. Ta je namenjen
prav za uporabo v razhroščevalnikih. Ker razhroščevalnik spremeni origi-
nalne podatke, se postopek modifikacije ne izvede pravilno. Lahko pa še
vedno uporabljamo strojne prekinitvene točke (angl. hardware breakpoints).
Njihova slaba stran je, da ima CPE omejeno število registrov namenjenih za
razhroščevanje (x86 arhitektura jih ima 4). Torej imamo lahko na enkrat
aktivnih le nekaj strojnih prekinitvenih točk.
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Pridobitev naslovov sistemskih funkcij
Naslednja zanimiva funkcija se nahaja na naslovu 0x56479F. Ta funkcija pri-
dobi naslove funkcij in jih zapǐse v strukturo na naslovu 0x564872. V zanki
kliče proceduro na naslovu 0x5647F4. Ta procedura v parametru prejme
zgoščeno vrednost imena izvozne funkcije in pridobi njen naslov. V tabeli
5.2 vidimo naslove in zgoščene vrednosti pridobljenih funkcij.






Tabela 5.2: Zgoščene vrednosti in izvozne funkcije.
Delno dekodiranje kode
00564532 push 1000
00564537 push dword ptr ss:[ebp +408] ; 42000
0056453D push 0
0056453F call dword ptr ss:[ebp+3F0] ; VirtualAlloc
00564545 mov dword ptr ss:[ebp+1CC],eax
0056454B mov ebx ,dword ptr ss:[ebp +400]
00564551 add ebx ,dword ptr ss:[ebp +40D]
00564557 push eax
00564558 push ebx
00564559 call p0003.564662 ; Dekodirna funkcija
0056455E push 40
00564560 push 1000
00564565 push dword ptr ss:[ebp +408] ; 42000
0056456B push 0
0056456D call dword ptr ss:[ebp+3F0] ; VirtualAlloc
00564573 mov dword ptr ss:[ebp +431], eax
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Zatem sledi nekaj ukazov, ki kopirajo 12 bajtov iz 0x56451E na začetni naslov
(0x401000). Nato program dodeli pomnilnik velikosti 270336 bajtov s kli-
cem funkcije VirtualAlloc. Funkcija na naslovu 0x564662 dekodira in uredi
podatke. Ta sprejme dva parametra. V prvem parametru prejme naslov
kodiranih podatkov, v drugem pa naslov, kamor bo funkcija dekodirala po-
datke. Program pokliče to funkcijo s parametroma 0x591D88 in naslovom
dodeljenega pomnilnika. Zatem program še enkrat dodeli pomnilnik enake
velikosti kot prej.
005645 C7 mov edi ,dword ptr ds:[edx+ebx+C] ; Za četek zanke
005645 CB or edi ,edi
005645 CD je p0003.5645ED
005645 CF mov ecx ,dword ptr ds:[edx+ebx +10]
005645 D3 or ecx ,ecx
005645 D5 je p0003.5645E8
005645 D7 add edi ,dword ptr ss:[ebp+1D0]
005645 DD mov esi ,dword ptr ds:[edx+ebx +14]
005645 E1 add esi ,edx
005645 E3 sar ecx ,2
005645 E6 rep movsd ; Kopiranje dekodiranih
; podatkov na nov naslov
005645 E8 add ebx ,28
005645 EB jmp p0003.5645C7
005645 ED mov eax ,dword ptr ss:[ebp+1CC] ; Konec zanke
V dodeljeni naslov se prekopirajo dekodirani podatki. V prvih 1024 bajtih
dekodiranih podatkov so zapisani odmiki in velikosti. Ti določajo, kam se
deli dekodiranih podatkov prekopirajo. V tem dodeljenem prostoru se bo
izvajal velik del programa. V nadaljevanju so nekateri naslovi zapisani z
odmiki od tega dodeljenega naslova. Odmiki so označeni s predpono ”+”.
0056461B mov eax ,dword ptr ds:[esi +4] ; Odmik naslednje funkc.
0056461E add eax ,edi ; Naslov dodeljenega pom.
00564620 mov dword ptr ss:[ebp+1C7],eax ; Modifikacija push ukaza
........
0056464E call dword ptr ss:[ebp+3F4] ; VirtualFree
00564654 push 23D0000 ; Izra čunan naslov
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00564659 ret
V dekodiranih podatkih je tudi zapisan odmik naslednje funkcije. V tem
primeru je ta odmik 0x40000. Ta odmik program prǐsteje naslovu dodeljenega
pomnilnika in zapǐse izračunan naslov v push ukaz, ki se nahaja pred ret
ukazom.
Uvozna tabela
Program torej nadaljuje izvajanje na dodeljenem naslovu + 0x40000. Tu
spet po podobnem postopku kot prej dodeli nov prostor, dekodira podatke
v dodeljeni prostor, jih prekopira in nato skoči nekam znotraj dekodiranega
prostora. Razlika je samo v tem, da ta prostor uporablja samo kot medpo-
mnilnik (angl. buffer) za dekodiranje in te dekodirane podatke nato kopira
na mesto, kjer so premešani podatki. Ta postopek se tudi ponovi v nasle-
dnji funkciji in se ponavlja v zanki, dokler ne pridemo do naslova na odmiku
+0x40496. Na tem mestu imamo zanko, ki napolni uvozno tabelo z naslovi.
To po navadi naredi operacijski sistem, ko zaženemo program. V tem pri-
meru, ko program ”generira” svojo kodo, mora tudi sam napolniti uvozno
tabelo.









} IMAGE_IMPORT_DESCRIPTOR ,* PIMAGE_IMPORT_DESCRIPTOR;
Struktura uvozne tabele IMAGE IMPORT DESCRIPTOR je definirana v datoteki z
glavo (angl. header file) ”winnt.h”. Zanimajo nas trije elementi. Element
Name vsebuje relativni navidezni naslov (angl. relative virtual address, RVA)
do imena knjižnice (DLL). RVA nam pove odmik od navideznega naslova po
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tem, ko je bil element naložen v pomnilnik. Elementa OriginalFirstThunk in
FirstThunk vsebujeta RVA do prve strukture v polju IMAGE THUNK DATA struk-
tur, kjer je zadnji RVA enak 0.







} IMAGE_THUNK_DATA ,* PIMAGE_THUNK_DATA;
typedef struct _IMAGE_IMPORT_BY_NAME {
WORD Hint;
BYTE Name [1];
} IMAGE_IMPORT_BY_NAME ,* PIMAGE_IMPORT_BY_NAME;
Struktura IMAGE THUNK DATA se uporablja za več namenov. V primeru, da je
najvǐsji bit strukture postavljen oz. enak 1, je v prvih 16 bitih zapisana
zaporedna številka funkcije (angl. ordinal). Drugače pa je v prvih 31 bitih
zapisan naslov strukture IMAGE IMPORT BY NAME. V tej strukturi ima element
Name RVA do imena funkcije, ki jo uvažamo. Ob zagonu programa imata
OriginalFirstThunk in FirstThunk zapisane enake vrednosti. Sistem se nato
sprehodi po polju OriginalFirstThunk. Nato pridobi zaporedno številko ali
ime funkcije in s tem lahko pridobi naslov funkcije. Pridobljen naslov zapǐse
v istoležni element v polju FirstThunk.
Napolnitev uvozne tabele
Dekodirana uvozna tabela programa ima v strukturi IMAGE IMPORT DESCRIPTOR
zapisana samo elementa Name in FirstThunk. Čeprav v strukturi manjka ele-
ment OriginalFirstThunk, lahko še vedno napolni tabelo. Za vsako knjižnico
v tabeli pridobi njeno ime in poskusi pridobiti njen bazni naslov s klicem
funkcije GetModuleHandleA. Če ta ne uspe, pokliče funkcijo LoadLibraryA. Za-
tem se sprehodi po imenih funkcij zapisanih v polju FirstThunk. S klicem
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funkcije GetProcAddress iz imena pridobi naslov funkcije. Ta naslov nato
zapǐse nazaj v polje FirstThunk. S tem pridobi naslove funkcij, ampak izgubi
naslove do imen funkcij.
Prvotna Delphi inicializacija
Ko program napolni uvozno tabelo, skoči na odmik +0x31970. Opazili smo, da
je to začetek Delphi kode. Program je sedaj začel uporabljati klicno konven-
cijo Borland fastcall. To je privzeta klicna konvencija za Delphi programe.
Zanjo je značilno, da program pri klicu funkcij prve 3 parametre poda v re-
gistrih eax, edx, ecx, ostale pa potisne na sklad [7]. Poleg tega smo opazili
uporabo nekaj nizov, ki se uporabljajo pri inicializaciji Delphi programov.
+4B42 push eax ; phkResult
+4B43 push F003F ; samDesired = KEY_ALL_ACCESS
+4B48 push 0 ; ulOptions
+4B4A push 23A4CD4 ; lpSubKey =
; "Software \\ Borland \\ Delphi \\ Locales"
+4B4F push 80000001 ; hKey = HKEY_CURRENT_USER
+4B54 call <JMP.&RegOpenKeyExA >
Primer uporabe enega od teh nizov vidimo na odmiku +0x4B54, kjer program
poskuša odpreti registrski ključ s klicem sistemske funkcije RegOpenExA.
Drugi parameter te funkcije je ime podključa. V tem primeru je ta nasta-
vljen na ”Software\Borland\Delphi\Locales”. Ta ključ vsebuje nastavitve
povezane z lokalizacijo Delphi programov. Sledi nekaj ne tako zanimive kode
povezane z inicializacijo Delphi programov.
Obravnavanje izjem
+3017A xor eax ,eax ; eax = 0
+3017C push ebp
+3017D push +30331 ; SEH Handler
+30182 push dword ptr fs:[eax] ; SEH Next
+30185 mov dword ptr fs:[eax],esp ; set SEH frame
+30188 push edi
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+30189 call +302CA ; push +3018E = SEH Handler
+302CA mov edi ,p0003.444BD2
+302CF rcr edi ,E5
+302D2 xor edi ,edi ; edi = 0
+302D4 push dword ptr fs:[edi] ; SEH Next
+302D7 jmp +302DC
+302DA int 20
+302DC mov dword ptr fs:[edi],esp ; set SEH frame
+302DF mov dword ptr ds:[edi],ebx ; exception
+302E1 fmul st(0),qword ptr ds:[eax]
+302E3 movsd
Nato pridemo do funkcije na odmiku +0x302CA. Takoj smo opazili, da je ta
funkcija malo drugačna. Na začetku funkcije ni nobenih ukazov, ki bi ohranili
registre in sklad. Če pogledamo izvajanje malo bolj podrobno, ugotovimo,
da ukaz na odmiku +0x302DF vedno povzroči izjemo. Na odmiku +0x302D2
se register edi postavi na 0. Ko program pride do odmika +0x302DF, bo edi
register še vedno 0 in program bo poskusil prebrati vrednost na naslovu 0 v
pomnilniku. To povzroči izjemo EXCEPTION ACCESS VIOLATION (0xC0000005).
Mehanizem SEH
Čeprav program naleti na izjemo, se še vedno izvaja naprej. En od mehaniz-
mov na Windows sistemih, ki se sproži preden se program sesuje, je SEH. Ta
mehanizem deluje tako, da v zaporedju pokliče funkcije za obravnavanje iz-
jem (angl. exception handlers), dokler ena od njih ne signalizira, da je izjemo
obravnala. Te funkcije za obravnavanje izjem so zapisane v SEH okvirju. To
je povezan seznam in se nahaja znotraj TIB strukture. Na Windows siste-
mih ima vsaka nit procesa svojo TIB strukturo, znotraj katere so zapisane
informacije o tej niti in procesu [2]. Na Windows sistemih nam dostop do
segmentnega registra fs vrne strukturo TIB in ker je SEH okvir prvi element






Če pogledamo strukturo SEH okvirja vidimo, da je zelo enostavna. Pro-
gram pred klicem funkcije na sklad potisne naslov odmika +0x303311 in prvi
naslov SEH okvirja. Nato nastavi naslov prvega SEH okvirja na trenutno
vrednost esp registra oz. naslov sklada. Torej na skladu je sedaj struktura
SEH LIST, kjer je naslov odmika +0x30331 funkcija za obravnavanje izjem, na-
slov preǰsnjega SEH okvirja je pa naslednji okvir (element Next). Zatem se ob
izvedbi call +302CA ukaza na sklad potisne naslov odmika +0x3018E1, zatem
pa še naslov prvega SEH okvirja. Podobno kot prej imamo sedaj na skladu
še eno strukturo SEH LIST. Funkcija za obravnavanje izjem je nastavljena na
naslov odmika +0x3018E, naslednji okvir je pa nastavljen na naslov preǰsnjega
SEH okvirja.






typedef EXCEPTION_DISPOSITION WINAPI EXCEPTION_ROUTINE(
struct _EXCEPTION_RECORD* ExceptionRecord ,
PVOID EstablisherFrame ,
struct _CONTEXT* Context ,
PVOID DispatcherContext
);
Definicija podpisa funkcije za obravnavanje izjem je znotraj datoteke z glavo
”winnt.h”. Podpis funkcije definira število in tipe parametrov ter tip vr-
njene vrednosti. Funkcija za obravnavanje izjem sprejme 4 parametre in
vrne vrednost tipa EXCEPTION DISPOSITION, ki pove sistemu kako naj nada-
ljuje z obravnavanjem izjeme. Če je vrnjena vrednost enaka 0, potem bo
sistem nadaljeval izvajanje s klicem funkcije ZwContinue. Ta nastavi stanje
1Celotni naslov in ne samo odmik.
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} CONTEXT , *PCONTEXT;
Struktura konteksta CONTEXT vsebuje elemente, ki imajo imena registrov. Klic
sistemske funkcije ZwContinue nastavi vrednosti registrov na vrednosti zapi-
sane v CONTEXT strukturi. En od teh registrov je eip. Ta vsebuje naslov
naslednjega ukaza. Če nastavimo element Eip v strukturi konteksta, bo po
klicu funkcije ZwContinue program nadaljeval izvajanje na nastavljenem na-
slovu.
Funkcija za obravnavanje izjeme
+3018E push eax
......
+30196 mov eax ,dword ptr ss:[esp +10] ; Context
+3019A add eax ,6F ; Context +6F
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......
+301C4 lea edx ,dword ptr ds:[eax+ecx -3 B5B9B78] ; edx = eax + ecx
; - 3B5B9B78
+301CB sub edx ,ecx ; edx = eax - 3B5B9B78
+301CD sub edx ,eax ; edx = -3B5B9B78 = C4A46488
+301CF xchg edx ,ebp ; ebp = C4A46488
+301D1 xor ebp ,C4A464FF ; ebp = 77
+301D7 neg ebp ; ebp = FFFFFF89
+301D9 xchg ebp ,ebx ; ebx = FFFFFF89
+301DB sub ebx ,FFFFFFA8 ; ebx = FFFFFFE1
+301DE push ebx
......
+301EB pop edx ; edx = FFFFFFE1
+301EC sub edx ,FFFFFFCF ; edx = 12
+301EF jmp 23E01F4
+301F4 sub eax ,edx ; eax = Context +5D
......
+30225 lea esi ,dword ptr ds:[eax+5B] ; esi = Context+B8
+30228 jmp 23E022B
+3022B push dword ptr ds:[esi]
......
+30234 pop esi ; esi = Context.Eip
+30235 add esi ,49 ; esi = Context.Eip + 49
......
+3024D mov edx ,F8DB7AB6 ; edx = F8DB7AB6
+30252 add edx ,34 D1B2FB ; edx = 2DAD2DB1
+30258 push edx
......
+30264 pop eax ; eax = 2DAD2DB1
+30265 xor eax ,A9DF2269 ; eax = 84720 FD8
+3026B push eax
......
+30277 pop ebx ; edx = 84720 FD8
+30278 xor ebx ,84720 FE7 ; ebx = 3F
+3027E push ebx
......
+3028B pop edx ; edx = 3F
+3028C sub esi ,edx ; esi = Context.Eip + A
......
+302AF push esi
+302B0 pop dword ptr ds:[eax+5B] ; Context.Eip += A
......
+302C7 xor eax ,eax ; eax = 0
+302C9 ret
Prva funkcija v SEH okvirju, ki se nahaja na odmiku +0x3018E, vsebuje veliko
odvečnih ukazov. Če poenostavimo kodo, vidimo, da ta funkcija samo poveča
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trenutno vrednost elementa Eip v strukturi Context za 0xA in vrne vrednost 0.
Ob klicu funkcije za obravnavanje izjeme je element Eip v strukturi Context
nastavljen na naslov ukaza, ki sledi za ukazom, ki je sprožil izjemo. V tem
primeru bo element Eip nastavljen na naslov, ki je odmaknjen za 0xA bajtov
od ukaza, ki je sprožila izjemo.
Izogibanje prekinitvenih točk
Po obravnavi izjeme se bo izvajanje nadaljevalo na odmiku +0x302E9. Pred
klicem naslednjega ret ukaza program potisne na sklad 7 naslovov. Ugotovili
smo, da so ti naslovi funkcije, ki se bodo izvedle v nadaljevanju. Kodo v teh
funkcijah je bilo težko analizirati, saj vsebuje ogromno mrtve kode in skokov
z uporabo izjem ter spreminjanjem konteksta. Vseeno smo v njej odkrili
nekaj zanimivosti. Pomagali smo si z uporabo prekinitvenih točk, ki smo jih
postavili na sistemske funkcije in na podatke.
Najprej smo odkrili funkcije, ki dodelijo pomnilnik manǰsih velikosti (pod
255 bajtov). V ta pomnilnik nato kopirajo prvih nekaj ukazov iz določene sis-
temske funkcije. Natančneje kopirajo ukaze do prvega skoka ali pa do konca
funkcije (ukaza ret in retn). Nato uporabljajo te lokacije v pomnilniku za
klicanje teh sistemskih funkcij. Ker običajno postavljamo prekinitvene točke
na začetek sistemskih funkcij, bodo te funkcije preskočile prekinitveno točko,
ampak še vedno izvedle sistemsko funkcijo. V tem primeru lahko postavimo
prekinitveno točko na konec sistemske funkcije. To nam oteži analizo po-
danih parametrov, poleg tega se pa nekatere funkcije v celoti prekopirajo v
dodeljen pomnilnik. Zato smo postavili prekinitvene točke na dodeljen po-
mnilnik. Ker program lahko še vedno pokliče sistemske funkcije direktno,
smo postavili prekinitvene točke tudi tja.
Dekodiranje sekcij
Prekinitveno točko smo postavili na VirtualAlloc funkcijo in opazovali, kaj
se zapisuje v dodeljen prostor. Tako smo odkrili funkcije, ki dekodirajo sek-
cijo za vire (angl. resource section) in prvi dve sekciji za kodo (angl. code
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section). Dekodiranje poteka v dveh delih. Prvi del dešifrira sekcijo in se
izvede v funkciji na odmiku +0x2CBD7. V tej funkciji se najprej generira
512-bitni ključ. Pri generiranju uporabi prvih 8 bajtov sekcije in polje v
katerem so zaporedno zapisani bajti od 0 do 255. Ta ključ se zatem upo-
rabi pri dešifriranju. Metode šifriranja nismo prepoznali, je pa sestavljena iz
zamenjave in premikajočega ključa, ki je nato uporabljen pri XOR operaciji
nad podatkih oz. bajtih sekcije. Drugi del dekodiranja se izvede na odmiku
+0x31310. Ugotovili smo, da ta funkcija opravlja neko vrsto dekompresije.
Podatke dekompresira v medpomnilnik, ki ga kasneje kopira na mesto sek-
cije. Pri prvi sekciji za kodo dekompresira 164340 bajtov v 379392 bajtov,
kar je okoli 57% stiskanje. Funkcija na odmiku +0x26DB8 pridobi še naslove
sistemskih funkcij in jih zapǐse v četrto sekcijo. Na koncu tega dela program
dodeli pomnilnik in v njem na odmiku 0 generira kodo.
Izračun naslova originalne vstopne točke
+0059 push dword ptr ds:[edx] ; Kodirani podatki
+005B pop eax
+005C push eax
+005D and ecx ,38896 CBE
+0063 call 25B0079 ; Klic uporabljen kot skok
.....
+0079 mov bx,cx
+007C pop edi ; Povratni naslov
+007D pop edi ; Kodirani podatki
+007E sub eax ,58 B2EDDD
+0084 mov ebx ,eax
+0086 xor eax ,5 E96CD52
+008C mov ebx ,esi
+008E add eax ,58309823
+0094 mov bx ,4ECE
+0098 push eax ; Dekodirana koda
+0099 xor ecx ,1 B28C4E8
+009F pop dword ptr ds:[edx] ; Zapis dekodirane kode
+00A1 add edi ,4 BAAC23D
+00A7 sub edx ,4 ; Naslednji naslov
+00AA mov bx,di
+00AD movsx ecx ,si
+00B0 sub esi ,1 ; Št. kodiranih podatkov
+00B3 jne 25B0059
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V tem delu imamo na odmiku +0x59 zanko, ki dekodira sledečo kodo. V edx
registru je naslov kode, ki jo trenutno dekodira (začne z odmikom +0xB9). V
esi registru je zapisano število podatkov, ki jih mora zanka še dekodirati.
Dejansko dekodiranje opravi s tremi ukazi. Najprej od kodiranega podatka
odšteje 0x58B2EDDD nato nad rezultatom naredi operacijo XOR z 0x58309823
in rezultatu prǐsteje še 0x58309823. Sledeča dekodirana koda izračuna nek
naslov in nato skoči na ta naslov. Izkazalo se je, da je ta izračunan naslov
0x45D878. Ta se nahaja znotraj prve sekcije za kodo, ki jo je program pred
tem dešifriral in dekompresiral. Zaradi tega smo sklepali, da je to originalna
vstopna točka (OEP).
Ustvarjanje slike procesa
Za lažjo analizo smo si na tem mestu ustvarili sliko procesa (angl. dump). V
njej je zapisano trenutno stanje procesa (dešifrirane sekcije, naslovi sistem-
skih funkcij, itd.). Sliko procesa lahko ustvarimo na mnogo načinov. Mi smo
uporabili dodatek za razhroščevalnik x64dbg - Scylla. S tem dodatkom lahko
ustvarimo sliko procesa (brez dodeljenega pomnilnika), poleg tega lahko tudi
spremeni oz. popravi OEP in uvozno tabelo. Sliko procesa smo nato odprli
z razstavljalcem in z rahroščevalnikom analizirali proces naprej.
Končna Delphi inicializacija
Z razstavljalcem smo opazili, da je pred OEP naslovom zapisanih nekaj na-
slovov do funkcij. Te nato program pokliče v prvi funkciji po OEP naslovu.
Ta funkcija na pogled izgleda zelo podobna tisti, ki jo Delphi programi upo-
rabljajo za inicializacijo nekaterih internih objektov oz. razredov. Tudi funk-
cije pred OEP so podobne takim, ki inicializirajo posamezne Delphi razrede.
Med njimi so najbolj izstopale tiste, ki samo odštejejo 1 od neke spremen-
ljivke in se nato vrnejo. Veliko takih funkcij najdemo tudi pri inicializaciji
navadnih Delphi programov. Pri tem programu se ena izmed njih nikoli ne
dokonča. Ta funkcija se nahaja na naslovu 0x45D458. Bolj podroben pogled
odkrije, da vsebuje kar nekaj klicev do sistemskih funkcij, ki niso značilne za
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Slika 5.2: GUI okno Delphi programa.
inicializacijo. Iz tega smo sklepali, da je to začetek uporabnǐske kode.
GUI programa
Ena od prvih stvari, ki jih ta funkcija preveri je pot programa. Če se pot
začne z ”C??S?LF”, kjer je ”?” lahko kateri koli znak, potem se program
inicializira in odpre GUI okno. Na sliki 5.2 vidimo to okno. Sklepamo, da to
okno ni namenjeno za ”uporabo”, je pa vseeno dokaj zanimivo.
Dešifriranje glavne kode programa
Če se pot programa ne začne s takimi znaki potem program poskusi dodeliti
okoli 519MiB pomnilnika, ki ga zatem sprosti. Če mu to ne uspe, se pro-
gram zaključi. Sklepamo, da je to namenjeno temu, da se program odpre
samo na bolj zmogljiveǰsih sistemih. Zatem program v zanki kliče sistemsko
funkcijo GetLastInput, preveri rezultat in nato čaka 111ms s klicem funkcije
SleepEx. Funkcija GetLastInput nam v strukturo zapǐse število ciklov pri za-
dnjem vnosu (klik mǐske, vnos iz tipkovnice, itd.). Pri vsaki iteraciji, kjer
je število ciklov od zadnjega vnosa večje od 348, se števec poveča za 1. Ko
je števec večji od 8, program nadaljuje izvajanje na naslovu 0x45D3BC. Tu
ponovno poskusi dodeliti pomnilnik velike velikosti in izvaja zanke, ki samo
tratijo čas.
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Zatem pokliče funkcijo na naslovu 0x457B54. S to funkcijo program do-
končno ”dešifrira” kodo programa in nato skoči na nov naslov. Ob prvem
klicu izračuna naslov šifriranih podatkov in nato pokliče samega sebe s prvim
parametrom nastavljenim na izračunan naslov. Ob drugem klicu dešifrira
podatke na naslovu, ki je podan s parametrom. Vsi podatki potrebni za
dešifriranje (naslov, velikost, ”ključ”) so trdno kodirani (angl. hardcoded)
znotraj funkcije. Postopek dešifriranja je zelo enostaven. Podatke dešifrira
tako, da vsak šifriran bajt XOR-a z 8. Ko kodo dešifrira, skoči na naslov
0x45A504. Ker je program modificiral svojo kodo, smo tu ponovno ustvarili
procesno sliko.
Sistemske funkcije in tekoči procesi
struct ProgramInfo {
void *user32CallWindowProcW // 00
....
DWORD ProcessListLen // BC
struct ProcInfo *ProcessList // C0
void *kernel32 // C4
....
void *ntdll // D4
void *??????? // D8
DWORD ??????? // DC
void *shell32SHGetFolderPathW // E0
....
void *advapi32RegSetValueExW // FC
}
Struktura, ki smo jo poimenovali ProgramInfo, vsebuje naslove sistemskih
funkcij in seznam trenutih procesov na sistemu. Te informacije program
uporablja v nadaljevanju svojega izvajanja. Na začetku te strukture so zapi-
sani naslovi nekaterih sistemskih funkcij. Na odmiku 0xBC je zapisano število
trenutnih procesov na sistemu. Zatem je zapisan naslov strukture, ki vsebuje
PID in ime vsakega procesa. Na odmiku 0xC4 so zapisani naslovi nekaterih
sistemskih knjižnic. Sledita dve vrednosti, za kateri ne vemo, za kaj se upo-
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rabljata. In zatem je zapisano še nekaj naslovov sistemskih funkcij.
Na naslovu 0x45A504 program najprej zapǐse vrednosti v to strukturo.
Funkcija na naslovu 0x458D6F inicializira strukturo in zapǐse naslove funkcij
in knjižnic. Deluje podobno, kot prva funkcija, ki je pridobila naslove sistem-
skih funkcij z uporabo zgoščenih vrednosti. Iz izvozne tabele znotraj knjižnice
pridobi imena in naslove funkcij. Nato izračuna zgoščeno vrednost imena
funkcije in jo primerja z vrednostjo v parametru funkcije. Če sta vrednosti
enaki, potem vrne naslov te funkcije. Funkcija na naslovu 0x459FC4 zapǐse
število in informacije o tekočih procesih sistema. Vse te informacije pridobi s
klicem CreateToolhelp32Snapshot, Process32FirstW in Process32NextW sistem-
skih funkcij. S klicem funkcije CreateToolhelp32Snapshot ustvari posnetek
procesov.












Funkcija Process32FirstW in kasneje Process32NextW napolnita strukturo tipa
tagPROCESSENTRY32W z informacijam o posameznem procesu. Iz te strukture
potem program pridobi PID (th32ProcessID) in ime (szExeFile) procesa. Ti
vrednosti zapǐse v svojo strukturo in jo doda na konec ProcessList polja.
Detekcija hipernadzornikov
Naslednja bolj zanimiva funkcija se nahaja na naslovu 0x458CEE. Ta funk-
cija poskusi zaznati ali program teče znotraj navideznega stroja. To stori z
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izvedbo cpuid ukaza. Ta glede na vrednost v registru eax vrne informacije
o CPE. Program izvede ukaz z eax registrom nastavljenim na 0x40000000.
Vrednosti od 0x40000000 do 0x4FFFFFFF so rezervirane oz. niso implemen-
tirane [8]. Veliko hipernadzornikov pri izvajanju cpuid ukaza z vrednostjo
0x40000000 v ebx, ecx in edx registre zapǐsejo ime oz. ID hipernadzornika.
Drugi del funkcije primerja ime z nizi nekaterih hipernadzornikov:
 ”KVMKVMKVM” - KVM hipernadzornik,
 ”Microsoft Hv” - Microsoft Hyper-V,
 ”prl hyperv” - Parallels hipernadzornik,
 ”XenVMMXenVMM” - Xen hipernadzornik.
Program smo zaganjali znotraj Hyper-V navideznega stroja in to je tudi
zaznal. Kljub temu, se delovanje programa ni spremenilo in je tekel normalno
naprej. Če ta funkcija ne zazna hipernadzornika, potem pokliče funkcijo na
naslovu 0x45C21F. Podobno kot preǰsnja funkcija tudi ta poskusi zaznati,
če program teče znotraj navideznega stroja. Razlika je, da je vrednost eax
registra pri izvedbi cpuid ukaza enaka 0. To pomeni, da ukaz vrne ime oz. ID
CPE. Nekateri hipernadzorniki spremenijo ID CPE, na Hyper-V sistemu vrne
niz Intel procesorjev ”GenuineIntel”. In drugi del funkcije potem podobno
primerja vrnjen niz z nizi hipernadzornikov.
Preverjanje imena in tekočih procesov
Naslednja funkcija se nahaja na naslovu 0x45AA12 in preverja ime tekočega
programa. Če pot vsebuje enega od naslednjih nizov, potem se program
zapre. Ti nizi so ”sample”, ”sandbox”, ”malware”, ”virus” in ”self.”. Zatem
program pokliče funkcijo na naslovu 0x45C44D. Ta preveri ali na sistemu teče
Avast ali AVG protivirusni program. To preveri tako, da v zanki pregleda
ProcessList znotraj ProgramInfo strukture. Če znotraj liste najde proces z
imenom ”avastsvc.exe”, ”avastui.exe”, ”avgsvc.exe” ali ”avgui.exe”, potem
vrne 1 oz. logično vrednost ”true”. Ti procesi so značilni za protivirusna
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programa AVG in Avast. Če zazna enega od teh dveh programov, potem
pred nadaljevanjem malo počaka (klic funkcije Sleep).
Detekcija orodij
Naslednja funkcija na naslovu 0x45B619 poskusi zaznati nekaj programov
in orodij uporabljenih pri analizi programov. Podobno kot preǰsnja funk-
cija tudi ta preverja imena tekočih programov in poskusi najti proces z
imenom ”procexp64.exe”, ”procmon64.exe”, ”procmon.exe”, ”ollydbg.exe”,
”procexp.exe” ali ”windbg.exe”. Če ga najde, se program zapre. Programa
”procexp64.exe” in ”procexp.exe” sta 64-bitna in 32-bitna verzija Process
Explorer programa. Ta program je zelo podoben Process Hacker programu,
ki smo ga opisali v sekciji 4.1. Programa ”procmon64.exe” in ”procmon.exe”
sta 64-bitna in 32-bitna verzija Procmon programa. Tu smo opazili razlog,
zakaj se program ni obnašal enako, ko smo ga poskusili analizirati s Pro-
cmon orodjem. Program je to orodje zaznal in se zaprl. Programa ”ol-
lydbg.exe” in ”windbg.exe” sta razhroščevalnika. Ollydbg je bil zelo prilju-
bljen razhroščevalnik na 32-bitnih sistemih, Windbg je pa uradni Microsoft
razhroščevalnik.
Detekcija razhroščevanja
Zatem se izvede funkcija na naslovu 0x45A8AB. Tudi ta poskusi zaznati raz-
hroščevalnike, vendar na drug način. Zaznati jih poskusi s pomočjo sistemske
funkcije NtQueryInformationProcess. Ta glede na parameter vrne informa-
cije o procesu. To funkcijo pokliče dvakrat. Najprej s ProcessDebugFlags
in nato še s ProcessDebugObjectHandle parametrom. Oba klica zaznata raz-
hroščevalnik in proces se zapre.
Zaznavo lahko preprečimo na veliko različnih načinov. Lahko modifi-
ciramo program, spremenimo rezultat NtQueryInformationProcess sistemske
funkcije ali funkcije za detekcijo in tako dalje. Če spremenimo rezultat sis-
temske funkcije, potem moramo preveriti parameter, ki je bil uporabljen pri
klicu in glede nanj spremeniti rezultat. Če je enak ProcessDebugFlags, potem
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mora biti rezultat 0 in če je enak ProcessDebugObjectHandle, mora biti rezul-
tat 0xC0000353 (vrednost napake STATUS PORT NOT SET). Ta postopek spremi-
njanja rezultata bi bil zelo zamuden in nadležen. Program med svojim tekom
velikokrat pokliče to funkcijo, da pridobi ostale informacije. Če nastavimo
prekinitveno točko, nam to porabi veliko časa, saj bi program prekinil izva-
janje ob vsakem klicu funkcije. Seveda bi lahko postavili prekinitveno točko
samo na naslove, za katere vemo, da moramo spremeniti rezultat, vendar je
tudi to malo nadležno.
Na srečo obstaja dodatek za x64dbg razhroščevalnik - ScyllaHide. Ta
dodatek skrije razhroščevalnik pred programom, ki ga razhroščujemo. Vse-
buje veliko metod prikrivanja, ki jih lahko vklopimo ali izklopimo. Vklopili
smo samo eno, ki se spremeni rezultat NtQueryInformationProcess sistem-
ske funkcije. To naredi tako, da se priključi (angl. hook) na to funkcijo.
To pomeni, da klic te funkcije pokliče drugo funkcijo. Znotraj te pokliče
originalno (priključeno) funkcijo in spremeni njen rezultat. Zatem program
razhroščevalnika ni več zaznal in je tekel normalno naprej.
Razčlenitev argumentov programa
Sledi funkcija na naslovu 0x45C9EC. Ta prebere argumente podane programu
in glede nanje izvede različne funkcije.
 Če je število podanih argumentov 3 in je prvi argument enak znaku
”1”, potem poskusi izbrisati neko datoteko in nato zaključi program.
Drugi argument določi pot datoteke, ki jo poskusi izbrisati in tretji
argument določi ime medsebojno izključujočega objekta oz. muteksa
(angl. mutex). Preden program izbrǐse datoteko poskusi odpreti in
zakleniti ta muteks. Ko program izbrǐse datoteko, odklene muteks in
zaključi izvajanje.
 Če je število podanih argumentov 3 in je prvi argument enak znaku
”2”, potem program pokliče funkcijo, ki ustvari nov proces, ko se nek
proces zaključi. Natančneje, ko se proces s PID-om, ki je podan v dru-
gem argumentu zaključi, ustvari nov proces trenutnega programa brez
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argumentov in se zaključi. S tem lahko zagotovi, da bo ena instanca
(angl. instance) procesa vedno zagnana.
Dodatne metode detekcije
Če je bil proces zagnan brez dodatnih argumentov, potem program na-
daljuje izvajanje na naslovu 0x45B920. Na tem naslovu prva funkcija po-
skusi zaznati razhroščevalnik s še eno metodo. Najprej pridobi naslov PEB
strukture, ki je zapisana na odmiku 0x30 TIB strukture. PEB struktura
vsebuje nekaj informacij o procesu [12]. Na odmiku 2 je zapisan element
BeingDebugged, ki je nastavljen na 1, ko je proces v stanju razhroščevanja. Ta
element lahko pridobimo tudi s klicem sistemske funkcije IsDebuggerPresent
ali CheckRemoteDebuggerPresent. Tej detekciji se enostavno izognemo tako, da
nastavimo element BeingDebugged v PEB strukturi na 0. V dodatku SkyllaHide
lahko omogočimo tudi funkcijo, ki nam to stori samodejno. Zatem poskusi
detektirati še nekaj protivirusnih programov z zaznavo procesov. Zaznati
poskusi ”avp.exe” (Kaspersky AntiVirus), ”bdwtxag.exe” in ”bdagent.exe”
(BitDefender) ter ”dwengine.exe” (Dr. Web AntiVirus). Če katerega od njih
zazna, potem zaključi proces.
Zapis zagonske skripte
Naslednji del programa naloži vir programa v pomnilnik, ga dešifrira in
ustvari skripto v direktoriju za zagonske datoteke oz. programe. Najprej
s pomočjo sistemskih funkcij pridobi programski vir z ID-jem 0x3E8 in tipom
RT STRING. Nato vir naloži v pomnilnik in ga dešifrira. Dešifriranje naredi
tako, da pridobi ključ shranjen v prvih 16 bajtih vira in ciklično XOR-a ostale
podatke v viru. Znotraj dešifriranega vira je zapisano telo in ime skriptne




Sledi še zadnji del tega programa. Ta ustvari in zažene glavni zlonamerni
program in poskusi zagotoviti, da se ta ne bo zaprl. Celotni zlonamerni
program pridobi iz virov programa. V pomnilnik naloži vire od ID-ja 0x270
do 0x2D2 tipa RT BITMAP. Vse te podatke v pomnilniku nato dešifrira podobno,
kot je dešifriral preǰsnji vir. Ključ za dešifriranje je prav tako zapisan v prvih
16 bajtih vira (ID 0x270).
Sedaj, ko je v pomnilniku zapisan celotni zlonamerni program, ustvari
nov proces trenutnega programa. Proces ustvari v začasno ustavljenem (angl.
suspended) načinu in vanj kopira kodo zlonamernega programa. To naredi
tako, da sprosti sekcijo ustvarjenega procesa v kateri se nahaja začetni naslov
s klicem sistemske funkcije NtUnmapViewOfSection. Nato ustvari novi sekciji v
trenutnem in ustvarjenem procesu in jima doda skupen naslov v pomnilniku.
V ta pomnilnik najprej kopira PE glavo zlonamernega programa in nato
kopira sekcije na njihove navidezne naslove. Zatem spremeni še kontekst
ustvarjenega programa in s tem nastavi začetni naslov, ki se zapǐse v eax
register. Potem še spremeni proces v tekoči način s klicem sistemske funkcije
NtResumeThread.
S tem je prekopiral zlonamerni program v drug proces. Da se ta proces
ne zaključi oz. če se ustvari nove, ustvari še en proces trenutnega programa.
Parametre tega procesa nastavi na znak ”2”, PID zlonamernega programa
in trenutno število CPE ciklov. Znak ”2” pomeni, da bo proces deloval v
drugem načinu delovanja, ki smo ga opisali zgoraj. Zatem se trenutni proces
zaključi.
5.3 Zlonamerni program DarkComet
Analizirali smo tudi zlonamerni program, ki ga pakirni program ustvari. Za
lažjo analizo smo program pridobili direktno iz pomnilnika zatem, ko ga
pakirnik dešifrira. To smo storili v razhroščevalniku x64dbg, ki ima funkcijo s
katero lahko zapǐsemo sekcijo pomnilnika v datoteko. Podobno kot pri analizi
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pakirnika smo najprej pridobili nekaj osnovnih informacij o zlonamernem
programu.
> pescan dump.exe
file entropy: 6.609225 (normal)




TLS directory: found - no functions
timestamp: normal




















Iz izpisa orodja pescan vidimo, da je program dokaj normalen. Orodje
Detect-It-Easy ni zaznal nobenih pakirnikov, prevajalnik je pa zaznal kot
Borland Delphi (2006). Naslednje smo pridobili SHA-256 zgoščeno vrednost
programa in jo vnesli v spletno stran virustotal.com. Ta ni našla nobenih
zadetkov.
Zlonamerni program smo odprli tudi z orodjem CFF Explorer. V tabeli
5.3 vidimo nekaj informacij o originalnem programu, ki so zapisane v ”Ver-
sion Info” viru programa. Interno ime programa je ”MSRSAAPP” zato smo
program preimenovali v ”MSRSAAPP.exe”. Nekatere informacije v tabeli,
npr. ime podjetja in avtorske pravice, so lažne. Analiza, ki smo jo naredili
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s Sandboxie in Procmon orodjem pri pakirniku, je tudi vsebovala izvajanje
zlonamernega programa. Zato te analize nismo opravljali še enkrat.
Ime Vrednost
Comments Remote Service Application
CompanyName Microsoft Corp.
FileDescription Remote Service Application
File Version 1,0,0,1
InternalName MSRSAAPP
LegalCopyright Copyright (C) 1999
OriginalFilename MSRSAAP.EXE
ProductName Remote Service Application
Tabela 5.3: Informacije o zlonamernem programu.
5.3.1 Zagon in konfiguracija
Nadaljevali smo z bolj podrobno analizo. Razhroščevalnik in razstavljalec
smo uporabljali drug ob drugem. Najprej smo dele analizirali v razstavljalcu
in nato preverili, kako se dejansko izvedejo. Nekatere bolj enostavne dele smo
lahko v popolnosti analizirali z razstavljalcem in potem samo na hitro preve-
rili rezultate v razhroščevalniku. Na vstopni točki, ki se nahaja na naslovu
0x48F888, nismo našli nobenega zmaličenja. Našli smo veliko Delphi metod
in funkcij in potrdili, da je program preveden z Delphi prevajalnikom.
Ker program ni bil zmaličen, smo uporabili interaktivno Delphi rekon-
strukcijsko orodje oz. IDR. To orodje je podobno razstavljalcu, vendar spe-
cializirano za Delphi programe. Prepozna veliko Delphi funkcij, razredov,
struktur in podatkovnih tipov. V nekaterih primerih lahko tudi rekonstru-
ira Delphi kodo. Na sliki 5.3 vidimo zlonamerni program odprt z IDR. Na
vstopni točki vidimo zbirno kodo, vendar s prepoznanimi podatkovnimi tipi
in funkcijami npr. @InitExe. Orodje ima tudi možnost izvoza v IDC da-
toteko. Ta vsebuje skriptno kodo za IDA, ki nam omogoči uvoz tja. Uvoz
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Slika 5.3: Zlonamerni program odprt v orodju IDR.
ni bil povsem popoln, zato smo nekaj časa porabili, da smo ročno uredili
nekatere napake. Zatem smo uporabili dodatek za IDA, s katerim lahko ge-
neriramo podatkovno bazo za x64dbg razhroščevalnik. Tako smo pridobili
imena nekaterih Delphi funkcij v IDA in x64dbg.
Pridobitev privilegijev
Zlonamerni program najprej inicializira Delphi program. Nato poskusi pri-
dobiti naslednje privilegije:
 SeShutdownPrivilege - omogoči zaustavitev sistema,
 SeChangeNotifyPrivilege - omogoči prejemanje obvestil o spremembah
datotek in direktorijev,
 SeUndockPrivilege - omogoči odklop prenosnih sistemov,
 SeIncreaseWorkingSetPrivilege - omogoči dodelitev večjih velikosti po-
mnilnika,
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 SeTimeZonePrivilege - omogoči spremembo sistemskih nastavitev čas-
ovnega pasu.
Te poskusi pridobiti z uporabo GetTokenInformation in AdjustPrivilege. Ker
procesa nismo zagnali kot administrator, ni uspel pridobiti vseh privilegijev.
Šifriranje
Zatem inicializira TServerReader razred. Ta razred je uporabljen za dešifrir-
anje konfiguracije programa. Pri inicializaciji generira del ključa, ki se kasneje
uporabi pri dešifriranju.
0048 BF2C push ebx
0048 BF2D push esi
0048 BF2E mov esi ,eax ; naslov rezultata
0048 BF30 mov ebx ,FFFFFF8F
0048 BF35 add ebx ,3E8 ; ebx = 377
0048 BF3B mov eax ,4
0048 BF40 inc ebx ; zanka
0048 BF41 dec eax
0048 BF42 jne msrsaapp.48BF40
0048 BF44 dec ebx ; ebx = 37A
0048 BF45 mov edx ,esi
0048 BF47 mov eax ,ebx
0048 BF49 call <msrsaapp.IntToStr >
0048 BF4E pop esi
0048 BF4F pop ebx
0048 BF50 ret
Del ključa generira z enostavnim računom. Rezultat tega izračuna na koncu
spremeni v niz in ga zapǐse na naslov podan v parametru funkcije. Rezultat
tega računa je 0x37A oz. 890. Po inicializaciji razreda pridobi in dešifrira
konfiguracijo programa. To naredi s funkcijo na naslovu 0x48DF60. Šifrirana
konfiguracija se nahaja znotraj virov programa. Ime vira, ki vsebuje konfigu-
racijo, je DCDATA. Ta vir program pridobi s funkcijo na naslovu 0x48DDE0.
Nato v funkciji na naslovu 0x4616B4 dekodira in dešifrira pridobljen vir. Ker
je vir zapisan kot šestnajstǐski niz (angl. hex string), ga najprej dekodira v
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bajte. Ključ za dešifriranje je podan v parametru funkcije in je generiran
iz niza ”#KCMDDC51#-” in števila izračunanega v razredu TServerReader
(890). Celotni ključ je torej ”#KCMDDC51#-890”. Ta ključ nato razporedi
in razširi v polje 256 števil. Najprej polje razširjenega ključa napolni s števili
od 0 do 255. Nato v zanki glede na trenutne in preǰsnje vrednosti premeša
ključ. Postopek je ekvivalenten naslednji C kodi.
unsigned int xorKey [256]; // raz š irjen klju č
for (int i = 0; i < 256; i++)
xorKey[i] = (unsigned int)i;
size_t klen = strlen(key);
unsigned char accu = 0; // akumulator
for (int i = 0; i < 256; i++)
{
unsigned char chr = key[i % klen]; // naslednji znak klju ča
accu += chr + xorKey[i];
// zamenjava




Nato sledi postopek dešifriranja. Tu v zanki sproti še dodatno premeša ključ
in nato XOR-a podatke s ključem. Postopek je ekvivalenten naslednji C kodi.
accu = 0;
for (unsigned int i = 0; i < size; i++)
{
unsigned char ki = i + 1; // indeks klju ča





// izra čun kon čnega indeksa klju ča in de š ifriranje
unsigned char fi = xorKey[ki] + xorKey[accu];
unsigned char key = xorKey[fi];
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dat[i] = dat[i] ˆ key; // de š ifriranje
}
Konfiguracija
Po dešifriranju dobimo naslednji niz:








KEYNAME ={ DarkComet RAT}
OFFLINEK ={1}
#EOF DARKCOMET DATA --
Ta vsebuje konfiguracijo zlonamernega programa. V njem smo prvič opa-
zili ime zlonamernega programa - DarkComet. Po dešifriranju konfiguracije
sledi razčlenitev in nastavitev. Konfiguracija je sestavljena iz ključev in nji-
hovih vrednosti, ki jih ločuje znak ”=”. Nekateri ključi lahko vsebujejo več
vrednosti, ki so ločene z novo vrstico oz. znakoma ”\r\n”.
Analizirali smo vseh 46 sprejetih ključev. Opisali bomo samo ključe, ki
so navedeni v originalni konfiguraciji in nekaj drugih, ki se nam zdijo bolj
zanimivi. Vrednost ključa ”MUTEX” poda ime muteksa, ki bo uporabljen
v programu. Ta muteks program poskusi odpreti in zakleniti. Če mu to
ne uspe, se program zapre. Zato naenkrat lahko deluje le ena instanca pro-
grama. Vrednost ključa ”SID” poda ime odjemalca in je uporabljena, ko se
ta poveže na kontrolni strežnik. Vrednost ključa ”NETDATA” nastavi IP
naslov in vrata kontrolnega strežnika. Vrednosti ključa ”INSTALL”, ”COM-
BOPATH”, ”EDTPATH” in ”KEYNAME” so uporabljene pri ”namestitvi”
programa.
58 Nejc Janhar
 INSTALL - če je vrednost enaka ”1”, potem bo program izvedel ”na-
mestitev”,
 COMBOPATH - ID posebnih Windows direktorijev:
-1 - brez,
0 - sistemski disk,
1 - windows direktorij,
2 - sistemski direktorij (System32),
3 - AppData,
4 - direktorij priljubljenih programov,
5 - začetni meni,
6 - CommonPrograms (Start Menu\Programs),
7 - dokumenti,
8 - direktorij pǐskotov,
9 - namizje,
10 - direktorij začasnih datotek,
11 - brez,
 EDTPATH - pot, ki se doda ”COMBOPATH” poti. Skupaj določita
lokacijo kamor se program prekopira oz. namesti,
 KEYNAME - ime ključa, ki se zapǐse v registru na lokaciji za zagonske
programe.
Vrednost ključa ”GENCODE” določi pot izhodne šifrirane konfiguracijske
datoteke. Tej vrednosti se doda končnica ”.dcp”. Če ta datoteka obstaja,
potem se konfiguracija prebere in dešifrira iz te datoteke.
Beležnik tipkanja
Vrednost ključa ”OFFLINEK” določi ali naj se ob zagonu vklopi beležnik
tipkanja (angl. keylogger). Če je vrednost enaka ”1”, potem se vklopi,
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drugače ne. Beležnik teče v svoji niti in beleži vnose tipkovnice ter spre-
membe odložǐsča (angl. clipboard). Poleg tega tudi beleži ime okna in čas
vnosa. Datoteke beleženja so shranjene v ”%APPDATA%\dclogs” direkto-
riju. Primer zapisa v beležni datoteki:
:: Run (8:40:56 AM)
cmd
:: C:\ WINDOWS\system32\cmd.exe (8:41:05 AM)
ping 127.0.0.1
:: Clipboard Change : size = 11 Bytes (8:42:30 AM)
Hello world
Zanimiveǰsi ključi
Če je vrednost ključa ”PERS” enaka ”1”, potem zlonamerni program ustvari
nov prekinjen proces beležnice (notepad.exe). V njem ustvari novo sekcijo
v katero kopira kodo, ki preverja, ali je muteks zapisan v ”MUTEX” ključu
odklenjen. Če je, potem ustvari nov proces zlonamernega programa. Tako
zagotovi, da je vedno odprta ena instanca programa.
Če je vrednost ključa ”BIND” enaka ”1”, potem program pridobi pro-
grame oz. datoteke shranjene v virih programa in jih zažene. Natančneje so
to viri tipa ”DBIND”, ki jih shrani v direktorij za začasne datoteke. Če je
vrednost ključa ”PLUGS” enaka ”1”, potem program pridobi knjižnice shra-
njene v virih programa in jih naloži v program. Te knjižnice so shranjene v
virih tipa ”DPLUGS”. Te program shrani v direktorij za začasne datoteke in
jih naloži s klicem funkcije LoadLibraryA. Modificirali smo programske vire
zlonamernega programa in dodali enostavno knjižnico, ki ob zagonu prikaže
sporočilo. Poleg tega smo generirali konfiguracijo, ki ima vrednost ”PLUGS”
nastavljeno na ”1”. Na sliki 5.4 vidimo rezultat teh modifikacij. Še nekaj
ostalih možnosti, ki jih lahko konfiguriramo:
 nastavljanje atributov nameščene datoteke in njenega direktorija,
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Slika 5.4: Prikazano sporočilo iz knjižnice.
 dodajanje imen gostiteljev (angl. hostnames) v ”hosts” datoteko,
 blokiranje dostopa do sistemskih programov (npr. upravitelj opravil,
urejevalnik registra) s spreminjanjem politike sistema,
 možnost pošiljanja beležk tipkanja na FTP strežnik.
5.3.2 Omrežni nadzor
Po začetni nastaviti program ustvari novo nit, ki se poveže na kontrolni
strežnik. Po povezavi na strežnik smo odkrili manǰsi problem. Program na
Windows sistemih noveǰsih od Windows 8.1 vsebuje hrošča.
00486751 test esi ,esi ; ID niti
00486753 je msrsaapp.48675C ; skok , če esi == 0
00486755 mov eax ,esi ; eax = parameter
00486757 call <msrsaapp.TThread.Terminate > ; zaklju či nit
Znotraj funkcije TThread.Terminate program naleti na izjemo. Zatem se nit
konča. Ugotovili smo, da se vrednost esi registra navezuje na ID niti. Ven-
dar se ta nit in vrednost registra zapǐseta šele v nadaljevanju programa.
Vrednost esi registra se prenese iz sistemske funkcije, ki ustvari nit. Pogle-
dali smo si nekaj različnih verzij knjižnice ”ntdll.dll”. Funkcija, ki zažene
nit je RtlUserThreadStart. Čeprav to ni izvozna funkcija, lahko za neka-
tere Windows knjižnice prenesemo simbole, ki vsebujejo veliko informacij o
knjižnici.
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__RtlUserThreadStart+E and [ebp+ms_exc.registration.TryLevel], 0
__RtlUserThreadStart +12 mov esi , _Kernel32ThreadInitThunkFunction
__RtlUserThreadStart +18 push edx
__RtlUserThreadStart +19 test esi , esi
__RtlUserThreadStart +1B jz __RtlUserThreadStart +21
V prvi izdaji Windows 10, natančneje v verziji 10.0.10240, vidimo, da se esi
register uporabi za shranjevanje naslova Kernel32ThreadInitThunkFunction
notranje (angl. internal) sistemske funckije. V preǰsnjih verzijah knjižnice se
za ta namen uporablja register eax, vrednost esi registra je pa 0. Ta vrednost
se nato prenese vse do niti v programu in povzroči izjemo. Ta problem smo
rešili z uporabo pogojnih prekinitvenih točk.
V razhroščevalniku smo nastavili prekinitveno točko na naslov funkcije
ThreadWrapper. Ta funkcija je vstopna točka niti Delphi programov. Preki-
nitveno točko smo nastavili tako, da ne blokira izvajanja programa in izvede
ukaz, ko izvajanje programa pride na ta naslov. Ukaz postavi vrednost esi
registra na 0. Zatem se je program povezal na strežnik in začel sprejemati
ukaze. Po povezavi na strežnik program ustvari novo nit. Ta nit vsakih 20
sekund pošlje šifrirano sporočilo ”#KEEPALIVE#” strežniku. ID te niti se
zapǐse v esi register.
Funkcije DarkComet programa
Glede na ukaz, ki ga prejme od strežnika, odjemalec izvede neko funkcijo.
V veliki večini po izvedbi pošlje nek odgovor nazaj strežniku. Običajno ne
želimo pošiljati informacij na kontrolni strežnik, poleg tega pa je bil ta v
našem primeru mrtev. Zato smo si ustvarili svoj kontrolni strežnik. Ta je
napisan za Linux operacijske sisteme in je deloval na Debian sistemu. Temu
strežniku smo ob analizi sproti dodajali funkcionalnosti in posodobitve. Na
sliki 5.5 vidimo naš kontrolni strežnik s povezanim odjemalcem.
S pomočjo strežnika smo analizirali preko 200 različnih vrst ukazov in
odgovorov. Ukazi so šifrirani in kodirani v šestnajstǐske nize. Šifrirani so po
enakem postopku kot konfiguracija programa. Če je v konfiguraciji nasta-
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Slika 5.5: Kontrolni strežnik.
vljena vrednost ključa ”PWD”, se ta vrednost doda na konec ključa. Drugače
je ključ enak tistemu, ki se uporablja pri dešifriranju konfiguracije. Večino
ukazov je v formatu ”ukaz|parameter1|parameter2|...|parameterN”. Nekateri
parametri lahko vsebujejo več vrednosti. Te so ločene z novo vrstico ali zna-
kom ”/”. Nekateri ukazi za svoje delovanje odprejo novo povezavo. Tip
povezave pošljejo, ko prejmejo neko sporočilo. Možni tipi so:
 SERVER - glavni odjemalec, ki prejema ukaze,
 DATAFLUX - povezava za pošiljanje dalǰsih odgovorov,
 FILETRANSFER - povezava namenjena pošiljanju datotek iz odje-
malca na strežnik,
 UPFLUX - povezava za pošiljanje dalǰsih ukazov,
 UPLOADFILE - povezava namenjena prejemanju datotek iz strežnika
na odjemalca,
 CONTROLIO - povezava namenjana za prejemanje vhoda,
 DESKTOP - povezava za pošiljanje ekranskih slik,
 CAMERA - povezava za pošiljanje slik kamere,
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 THUMB - povezava za pošiljanje trenutnega zaslona,
 SOUND - povezava za pošiljanje zvoka,
 QUICKUP - večnamenska povezava.
Z naborom ukazov, ki jih podpira DarkComet, lahko doseže popoln nad-
zor nad odjemalčevim sistemom. Z njimi lahko tudi pridobi veliko informacij
o okuženem sistemu. Lahko pregleduje in spreminja datotečni sistem. Vse-
buje tudi ukaze za nadzor nad programom za neposredno sporočanje - MSN
Messenger. Okuženim sistemom lahko tudi naroči, da odprejo določen spletni
naslov. S tem lahko izvede DDOS napad na nek spletni strežnik.
Oddaljen dostop
Če odjemalec prejme ukaz ”DESKTOPCAPTURE”, bo program ustvaril
novo nit. Ta nit odpre dve novi povezavi tipa ”DESKTOP” in ”CONTRO-
LIO”. Prva povezava pošilja ekranske slike v formatu ”JPEG”, druga pove-
zava pa prejema vhod (premik mǐske, vnos tipkovnice, itd.). S tem ukazom
pridobi kontrolni strežnik oddaljen dostop do okuženega sistema.
Zajem kamere
Ukaz ”WEBCAMLIVE” je namenjen pošiljanju videa kamere. Podobno kot
ukaz za oddaljen dostop, tudi ta pošilja slike v formatu ”JPEG”. Pri te-
stiranju tega ukaza smo na navidezni sistem naložili programsko opremo za
navidezno oz. virtualno kamero. To smo dosegli s programom OBS in do-
datkom OBS-VirtualCam.
Zajem zvoka
Ukaz ”SOUNDCAPTURE” odpre novo povezavo, po kateri odjemalec pošilja
trenuten zvok. Ta se pošilja v formatu 8-bit PCM na enem kanalu oz. mono
in s frekvenco 22050 Hz.
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Posrednǐski strežnik
Z ukazom ”ADDSOCKS5” lahko na okuženem sistemu odpremo zelo preprost
SOCK5 posrednǐski strežnik (proksi). S parametri tega ukaza nastavimo IP
in vrata proksi strežnika, lahko pa tudi nastavimo uporabnǐsko ime in geslo
za avtentikacijo. Našli nismo nobenega proksi odjemalca, ki bi deloval s
tem proksi strežnikom v primeru, ko smo nastavili uporabnǐsko ime in geslo.
Razlog je v tem, da strežnik zavrne vse odjemalce, ki podpirajo več kot metod
avtentikacije.
Ukaz Quickup
Ukaz ”QUICKUP” glede na podan parameter izvede različne funkcije. V
vseh primerih odpre novo povezavo in čaka na prejem datoteke. To datoteko
potem lahko zažene, predvaja zvok (WAVE datoteka), uporabi za posodobi-
tev zlonamernega programa, shrani v zunanjo konfiguracijo ali pa jo zapǐse
v ”hosts” datoteko.
Lahko prejme tudi posebno knjižnico, ki se uporabi za implementacijo po-
govornega programa ali funkcije za pridobitev gesel. Tip knjižnice se določi
v parametrih ukaza. Če je knjižnica namenjena za pridobitev gesel, mora iz-
voziti funkcijo z imenom ”DCSC GRABPWDS”. Ta sprejme štiri parametre
id ukaza, vrata strežnika, ključ za šifriranje in IP naslov strežnika. Iz para-
metrov in imena funkcije sklepamo, da ta pridobi gesla in jih pošlje kontrol-
nemu strežniku. Če je knjižnica namenjena za implementacijo pogovornega
programa, mora izvoziti naslednje funkcije:
void DCSC_INITCHAT(int sock , char *key) // Inicializacija
void DCSC_POSTDATA(char *message) // Po š iljanje sporo čila
void DCSC_CHATNUDGE ()
void DCSC_DESTROYCHAT () // Destrukcija
void DCSC_CHATRELOAD(int sock , char *key) // Osve žitev
Vse te funkcije morajo uporabljati klicno konvencijo ”stdcall”, drugače lahko
sesujejo (angl. crash) zlonamerni program.
Poglavje 6
Zaključek
V diplomskem delu smo analizirali delovanje zlonamernega zmaličenega pro-
grama. Opisali smo nekatere metode, ki jih taki programi uporabljajo za
prikrivanje njihovega delovanja in otežitev analize. Pri analizi smo tudi na-
leteli na nekaj od teh metod in opisali različne načine, s katerim lahko pre-
magamo te metode. Za analizo smo potrebovali specializirana orodja, znanje
x86 zbirnika in dobro poznavanje delovanja operacijskih sistemov. Tu smo si
pogledali le en primer zmaličene zlonamerne kode. Obstaja veliko različnih
vrst pakirnikov in še več zlonamernih programov. Razumevanje njihovega
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