Abstract-Biologists often need to know the set of genes that are the most functionally and semantically related to a given set of genes. For determining the set , most current gene similarity measures overlook the structural dependencies among the Gene Ontology (GO) terms annotating the set , which may lead to erroneous results. We introduce in this paper a biological search engine called RGFinder that considers the structural dependencies among GO terms by employing the concept of existence dependency. RGFinder assigns a weight to each edge in GO graph to represent the degree of relatedness between the two GO terms connected by the edge. The value of the weight is determined based on the following factors: 1) type of the relation represented by the edge (e.g., an "is-a" relation is assigned a different weight than a "part-of" relation), 2) the functional relationship between the two GO terms connected by the edge, and 3) the string-substring relationship between the names of the two GO terms connected by the edge. RGFinder then constructs a minimum spanning tree of GO graph based on these weights. In the framework of RGFinder, the set is annotated to the GO terms located at the lowest convergences of the subtree of the minimum spanning tree that passes through the GO terms annotating set . We evaluated RGFinder experimentally and compared it with four gene set enrichment systems. Results showed marked improvement.
among its member genes [15] , [26] , [45] . For determining missing members of a pathway, biologists will need to determine the set of genes that is functionally and semantically related to the currently known set of member genes of the pathway [39] , [40] . Determining phenotype candidate genes starts from a set of known related genes [25] , [49] . That is, determining phenotype candidate genes requires matching phenotype to genes from a given set of genes, by employing gene function information [25] , [49] . Determining the set helps also in deriving functional profiles for a certain disease by identifying the set of unknown genes involved in the disease from the functional information of the already known set of genes related to the disease [19] , [25] , [34] , [36] . Automatically measuring the functional/semantic similarities of genes based on their GO annotation remains a challenge. To determine these similarities, many researchers examine their biological functions visually/manually, which is time consuming. Therefore, constructing automated tools to measure the functional/semantic similarity is imperative.
Most current similarity measure approaches can be classified into edge-based [7] node-based [11] , and Hybrid methods [28] . A large number of gene set enrichment analysis methods have been developed in recent years for analyzing gene set enrichment [6] , [14] , [15] , [18] , [23] , [31] [32] [33] . Each of these methods employs a different test statistic and null hypnosis to estimate the amount of differential expression of individual genes. However, most of these methods overlook the structural dependencies between GO terms in GO graph as a result of not taking into consideration the concept of existence dependency. An object is existence-dependent on an object if the existence of is dependent on the existence of [48] . GO part-of relation embodies some aspects of existence dependency [38] . If GO term is existence-dependent on GO term based on their "part-of" relation(s), the presence of in GO graph implies the presence of [16] . Therefore, the genes annotated with the function of the term are usually functionally/semantically related to the genes annotated with the function of the term . However, most current similarity measure approaches may return an enriched gene set, where some of the genes in the set are annotated with the functions of GO terms connected by GO relations that do not represent existence-dependency between the terms.
To overcome the problem of current similarity measures outlined above, we proposed previously in [39] [40] [41] [42] four different gene-similarity measures and implemented these measures in 1536-1241 © 2014 IEEE. Translations and content mining are permitted for academic research only. Personal use is also permitted, but republication/ redistribution requires IEEE permission. See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.
biological search engines called GoSE [39] , GRank [40] , RSGSearch [41] , and GRtoGR [42] . In GRank, the genes annotated to GO term are semantically related to the genes annotated to GO term and not to the ones annotated to GO term if the lowest common ancestor (LCA) of and is a descendant of the LCA of and . The LCAs of the GO terms annotating result genes are ranked based on their significance and degree of relativity to target GO terms, using PageRank1 formula [5] and microarray experiment. GoSE employs a stack-based sort-merge approach for determining semantically and functionally related genes. Despite the success of GoSE, GRank, RSGSearch, and GRtoGR, they suffer the following shortcomings. They neither consider the specificity-based weights of the edges connecting the terms annotating input genes, nor the distances between these terms and the terms annotating result genes. That is, the four systems consider all edges have the same weights, which may affect the recall and precision of their results. We propose in this paper a biological search engine called RGFinder (Related Genes Finder), which is an improvement over our previously proposed systems. RGFinder identifies enriched sets of genes annotated with different functions using the concept of existence dependency. Snoeck and Dedene [38] argue that the existence dependency relation is a partial ordering of object types (e.g., GO terms specificities). That is, if two objects belong to the same type (i.e., specificity), they cannot be existence dependent on each other. We propose in this paper a novel GO-related existence dependency methodology based on this observation. In our proposed approach, GO term cannot be existence-dependent on GO term , if and have the same specificity(biological characteristics). RGFinder overcomes the limitations of our previously proposed four systems, as follows:
1) It assigns a weight to each edge in GO graph. The weight reflects the degree of the functional relatedness between the two terms connected by the edge. 2) Based on the weights of edges, it constructs a minimum spanning treeof GO graph [9] . A minimum spanning tree is a spanning tree that has the smallest possible sum of weights of its edges and the tree contains every vertex in the graph [9]. 3) Finally, it returns the set of genes annotated to the GO terms located at the lowest convergences of the subtree of the minimum spanning tree that passes through the GO terms annotating target genes. The returned set is usually the most functionally and semantically related to target genes. A demo of RGFinder using 11 000 KEGG yeast genes is available at: http://ecesrvr.kustar.ac.ae:8080/ (click on the link labeled Related Genes).
II. MOTIVATION AND RELATED WORK
Current methods for overrepresentation analysis have become a de facto standard for molecular biological research [33] . A large number of gene set enrichment methods have been developed for analyzing gene set enrichment [6] , [14] , [15] , [18] , [23] , [31] [32] [33] . Each of these methods employs a different test statistic and null hypnosis to estimate the amount of differential expression of genes. However, most of these methods overlook the structural dependencies between GO terms in GO graph by not taking into consideration the concept of existence dependency. An object is existence-dependent on an object if the existence of is dependent on the existence of [48] . GO relation embodies some aspects of existence dependency [38] . If GO term is existence-dependent on GO term , the presence of implies the presence of [38] . Therefore, the genes annotated with the function of the term are usually functionally and semantically related to the genes annotated with the function of the term . However, most current similarity measure approaches may return an enriched gene set, where some of the genes in the set are annotated with the functions of GO terms connected by GO relations that do not represent existence-dependency between the terms. As for RGFinder, it adopts the concept of existence dependency for determining the functional and semantic relationships of GO terms/genes. It checks whether the existence of the set of terms annotating target genes in GO graph is dependent on the existence of the set of terms annotating result genes.
The book [33] surveys the current overrepresentation analysis methods and outlines their strengths and limitations. We describe below these methods, their limitations, and how RGFinder overcomes these limitations:
A. Term-for-Term Overrepresentation Analysis
The term-for-term approach identifies the most interesting genes/GO terms by performing statistical significance test (e.g., Fisher's exact test) for each term separately. This approach has been the most commonly used method for GO analysis [32] . For each GO term , the population set is divided into two classes, one with genes annotated to and the other not. The null hypothesis states that there is no positive association between genes annotated to and the study set (i.e., there is no overrepresentation of ). According to the book [33] , the following are the limitations of this approach: 1) the approach may flag too many GO terms as significantly overrepresented, which is a major drawback (the cause of this problem is that the approach neither takes into account the network structure nor the existence dependencies among GO terms in GO graph), and 2) the approach determines the significance of each term in isolation and it does not "see the forest for the trees" (as a result, the approach is not designed to return a set of core terms that together best explain the set of genes in the study set). RGFinder overcomes these problems using the concept of existence dependency.
B. Parent-Child Overrepresentation Analysis
The parent-child approach addresses the propagation and the too many false-positive problems of the term-for-term approach by conditioning a term's relevance on the annotations of its parental terms. Instead of drawing the items from the full population, this approach allows the items to be drawn from just the set of items that are annotated to the parents of each term . The statistical test considers only the genes from the study set that are annotated to the parent of and it also considers the genes in the population set that are annotated to . The population that underlies Fisher's exact test is changed from the total population set to only the genes annotated by the parent of the term . The approach may return many false positives as a result of not taking into account the whole network structure nor the existence dependencies among GO terms in GO graph.
C. Topology-Based Overrepresentation Analysis
The topology-based approach (e.g., [1] ) calculates the significance of a term in light of the annotations to the children or the most significant neighbors of the term . The assumptions of the topology-based approach are different from those of the parent-child approach in that it seeks to capture the most specific overrepresented terms by simultaneously down-weight annotations to the parents of these terms in order to reduce statistical dependencies. An inspection of the results returned by this approach reveals that if a term is called significant, none of its parent terms is called significant. This is because the approach does not take into account the existence dependencies among terms in GO graph.
D. Model-Based Gene Set Analysis (MGSA)
Similar to RGFinder, the MGSA approach (e.g., [3] ) considers active GO terms as the potential cause of gene responses. Both RGFinder and the MGSA enable one to distinguish between causal categories and categories merely associated with gene response. The MGSA approach embeds GO terms and the genes they annotate into a Bayesian network and uses probabilistic methods to search for the optimal combinations [3] . The experiment and its associated analysis provide observations of the gene states that are associated with unknown false positive and false negative rates, which are assumed to be identical and independent for all genes. MGSA finds the posterior probability of any GO term in the active state. An inspection of the overrepresentation results returned by this approach reveal that these results may not be semantically and functionally related to target set. Again, RGFinder overcomes these limitations using the concept of existence dependency.
E. Semantic Similarity Measure Approaches
Functional similarity describes the similarity between genes (or gene products) based on the similarity of their GO functional annotation terms. This is because genes whose GO terms are semantically related tend to have common properties. Guzzi et al. [13] survey, discuss, and compare the current main approaches for semantic similarity measures. The authors concluded that different measures are best suited in different contexts. These measured can be classified as set-based, graph-based, or vector based. In the graph-based approach [17] , the similarity of terms is viewed as a graph-matching procedure. In the vector-based approach (e.g., [2] , [4] ), the ontological terms are embedded in a vector space by associating each term with a dimension. In the set-based approach (e.g., [43] ), two terms are considered similar if there is a considerable overlap among their sets of terms.
Yu et al. [50] proposed a gene functional prediction approach based on both gene expression similarity and GO taxonomy similarity. The proposed approach overcomes the limitations of other approaches that do not fully exploit the taxonomy structure of GO. Wan et al. [47] investigated three different semantic similarity measures to determine the most suitable one to be combined with GO frequency features in order to formulate GO hybrid feature vectors. The proposed approach formulates the feature vectors by hybridizing GO frequency of occurrences and GO semantic similarity features. Lei et al. [20] proposed a system for protein similarity with GO and added a module of nearest neighbor classifier to improve the performance of the system. Lord et al. [22] were the first to apply GO-based semantic similarity to compare gene products. They tested the three measures Resnik's [30] , Lin's [24] , and Jiang [18] based on information content. Pesquita et al. [29] defines semantic similarity measure as a function that returns a numerical value reflecting the closeness in meaning between two ontology terms (or two sets of terms) annotating two biological entities.
The following are the key limitations of the current similarity measure approaches outlined above: 1) they assume similar semantic contributions for "is-a" and "part-of" relations in GO graph, 2) they overlook the specificities of GO terms, and 3) they overlook the existence dependencies between result and target GO terms in GO graph. This may lead to lower recall and precision of results. The works [29] , [33] state that the current similarity measures may not perform well in bio-ontologies. The approach adopted by RGFinder overcomes these limitations by considering the following:
1) The specificities of GO terms.
2) The existence dependencies between GO terms.
3) The semantic contributions of "is-a" and "part-of" relations. We proposed previously four systems [39] [40] [41] [42] for determining semantically and functionally related genes. Let be the set of GO terms annotating target genes. RGFinder is an expansion and improvement over these systems as follows: 1) it defines similarity measure as a function that returns a numerical value reflecting the closeness in meaning between set and the terms annotating result genes, 2) it considers the semantic contributions of "is-a" and "part-of" relations, 3) it considers the path distances from to the terms annotating result genes, and 4) it uses a more restrictive approach.
III. OUTLINE OF THE APPROACH
In the framework of RGFinder, the structure of GO is described in terms of a graph, which we call GO Graph. In this graph, GO terms are nodes and the relationships between the terms are edges. For example, Fig. 1 presents a fragment of a GO Graph showing the ontological relationships of 16 GO terms. RGFinder accepts keyword-based queries with the form (" ," " ," " "), where denotes a query gene. Such query asks for the set of genes that is the most semantically related to each of the query genes. That is, each result gene has to be semantically related to each of the query genes.
Let be a set of query genes. Let be the set of genes that is the most semantically related to the set . The set is usually annotated to some of the common ancestors of the GO terms annotating set . We observe the following. These common ancestors are usually located at the lowest convergences of the subtrees of the minimum spanning tree of GO Graph that passes through the GO terms annotating set . 
The following is an overview of our approach in terms of the sequential processing steps taken by RGFinder to answer a query:
1) RGFinder assigns a weight called Functional Weight to each edge in GO Graph to represent the degree of relatedness between the two terms connected by the edge. The Functional Weight of an edge connecting two GO terms is calculated based on the following factors: a) The type of the edge: the type of an edge is the type of the relation represented by the edge (e.g., "is-a" relation is assigned a different weight than "part-of" relation). This process is described in details in Section V. b) Whether the two GO terms connected by the edge have existence dependency relationship: an edge connecting two term that have existence dependency relationship is assigned a higher weight. We observe that if the "part-of" relation(s) between the two terms and represents existence-dependency relationship between the two terms, and are usually functionally related. This process is described in more details in Section IV-C. We have deduced our observation from the following facts:
• "part-of has a specific meaning in GO [38] .
• Intuitively, if the two terms and are connected by "part-of" relation(s) in GO Graph and if this relation represents existence dependency between the two terms, and are functionally related.
• Since not all "part-of" relations are explicitly expressed in GO Graph (some of them can be inferred from the graph), RGFinder converts the GO Graph into a graph called Part-Of Graph (POG), which contains only the explicit and inferred "part-of" relations (see Section IV-B).
• We observe that in order for the two terms and to have existence dependency relationship, the specificities of the terms located in the path from to in POG should be unique. The specificity of a GO term is its "is-a" distance to the root term (see Section IV-A). That is, in order for the two terms and to be semantically and functionally related, the specificities of the GO terms located in the path from to in POG should be unique. We validate this observation heuristically in Section IV-C. c) Whether the names of the two GO terms connected by the edge have string-substring relationship: an edge will be assigned a higher weight if the name of one of the terms it connects subsumes the name of the other term (i.e., if the names have string-substring relationship). RGFinder employs an algorithm based on WordNet stemmer [12] for determining string-substring relationships. The algorithm uses special tokenizer and stemmer for local sequence alignment of the names of GO terms using the large lexical database of WordNet. The algorithm works by heuristically identifying the suffixes (endings) of the words comprising the names of GO terms and stripping them off, with some regularization of the endings. Towards this, the algorithm collapses sentiment distinctions, by mapping two words with different sentiment into the same stemmed form. Consider for example Fig. 1 and the two GO terms reproductive process (GO:0022414) and reproduction (GO:0000003). The algorithm would collapse the two words "reproductive" and "reproduction" into the same stemmed form "re-product." Therefore, the name of the term reproductive process (GO:0022414) subsumes the name of the term reproduction (GO:0000003). 2) Based on the Functional Weights of edges, RGFinder constructs a minimum spanning tree of GO Graph [9]. This process is described in more detail in Section VI-B. 3) User selects an input (a query, which is composed of genes). RGFinder accepts keyword-based queries with the form (" ", " ", , " "), where denotes a gene. The system would return the set of genes that are the most semantically and functionally related to all the input query genes. RGFinder would map the input query genes to a set of GO terms called Keyword Contexts (KCs). Since most genes have several annotation GO terms, RGFinder selects from all KCs subsets, where each subset contains the smallest number of KCs that: 1) are meaningfully related to each other, and 2) have at least one occurrence of each query gene. Each of these subsets is called Related KCs. This process is described in more details in Section VI-A. 4) We observe that the genes that are the most functionally related to a given set of genes are usually annotated to the terms located at the lowest convergences of the subtree of the minimum spanning tree that passes through Related KCs. The reason is that a lowest convergence term is the most related to its Related KCs for the following reason. If we calculate the sum of the Functional Weights of the edges located in the paths from the Related KCs to each other term in GO Graph, we can find that this sum is the lowest for the paths connecting the Related KCs with the term located at the lowest convergence of the subtree of the minimum spanning tree that passes through the Related KCs. Since most genes have several annotation GO terms, there may be more than one Related KCs. Therefore, there may be several terms located at the lowest convergences of the subtree of the minimum spanning tree that passes through Related KCs. For each Related KCs, RGFinder identifies the term located at the lowest convergence of the subtree of the minimum spanning tree that passes through the Related KCs. RGFinder ranks the lowest convergence terms based on their Semantic Ranks. It returns the set of genes annotated to the top ranked lowest convergence terms as the most semantically related to the query genes. This process is described in more details in Section VI-C.
IV. DETERMINING WHETHER TWO TERMS ARE FUNCTIONALLY RELATED
We observe that if the GO "part-of" relation(s) between the two GO terms and represents existence-dependency relationship between the two terms, and are usually functionally related. We have deduced our observation from the following facts:
a [16] . b) "part-of relation embodies some aspects of existence dependency. A part-of relation with existence dependent parts can be replaced by existence dependency: in case of existence dependent components, the existence dependency relation is identical to the part of relation" [38] . c) Intuitively, if the two GO terms and are connected by "part-of" relation(s) in GO Graph and if this relation(s) represents existence dependency relationship between the two terms, and are usually functionally related. d) Since not all "part-of" relations are explicitly expressed in GO Graph (some can be inferred), RGFinder converts the GO Graph into a graph called Part-Of Graph (POG), which contains only the explicit and inferred "part-of" relations.
) "part-of has a specific meaning in GO and a part of relation would only be added between A and B if B is necessarily part of A: wherever B exists, it is as part of A, and the presence of the B implies the presence of A"
e) We observe that in order for the two GO terms and to have existence dependency relationship, the specificities of the GO terms located in the path from to in Part-Of Graph (POG) should be unique (i.e., there are no two or more terms in the path that have the same specificity). That is, in order for the two terms and to be functionally related, the specificities of the GO terms located in the path from to in POG should be unique. We validate this observation heuristically in Section IV-C.
A. Determining the Specificities of GO Terms
"is-a" relation is a type-subtype relationship between two GO terms [16] . The specificity of a GO term is the biological characteristics of , which are inherited from the biological characteristics of the ancestor terms of through the sequence of "is-a" relations (i.e., type-subtype relationships) connecting with the root term. In other words, the specificity of is the number of "is-a" relations that connect with the root term (i.e., the "is-a" distance between and the root term). Therefore, GO terms located in the same hierarchical level in GO Graph based on "is-a" relations are said to have the same specificity. For example, consider Fig. 1 . The root term biological process (GO:0008150) has its own specificity. Since the terms development process (GO:0032502), multicellular organismal process (GO:0032501), reproduction (GO:0000003), and reproductive process (GO:0022414) inherit the same characteristics from their supertype GO:0008150 (i.e., they have the same "is-a" distance to the root), they all have the same specificity. Similarly, the terms anatomical structure development (GO:0048856), multicellular organismal development (GO:0007275), and developmental process involved in reproduction (GO:0003006) have the same specificity. If a term has multiple inheritances, only its longest inheritance (i.e., the term's longest "is-a" distance to the root) is considered for determining its specificity.
B. Constructing Part-Of Graph
Since not all "part-of" relations are explicitly expressed in GO Graph (some can be inferred from the graph), RGFinder converts the GO Graph into a graph called Part-Of Graph (POG), which contains only the explicit and inferred "part-of" relations. A POG is a GO graph after: 1) removing all its relations except for the "part-of" ones, and 2) adding the inferred "part-of" relations. The terms and are connected by a "part-of" relation in POG, if the GO Graph either states this relation expressly or it can be inferred from the graph using the following two inference rules described in [16] : 1) if "is-a"
and is "part-of" , then is "part-of" , and 2) if is "part-of" and "is-a" , then is "part-of" . Fig. 2 shows a POG derived from the fragment of GO Graph shown in Fig. 1 . For example, since in Fig. 1: (1) the term anatomical structure development (GO:0048856) is "part-of" the term developmental process (GO:0032502), (2) the term developmental process (GO:0032502) "is-a" the term biological process (GO:008150), then in the POG in Fig. 2 anatomical structure development (GO:0048856) is "part-of" the term biological process (GO:0008150).
In the POG in Fig. 2 , each set of terms that have the same specificity are colored with the same color to denote their specificity. For example, the terms developmental process involved in reproduction (GO:0003006), multicellular organismal development (GO:0007275), and anatomical structure development (GO:0048856) are colored with the same color as an indicative that they have the same specificity.
C. Determining the Functional Relationships of GO Terms
In order for the two GO terms and to be semantically and functionally related, intuitively, and should have existence dependency relationship in Part-Of Graph (POG).
Proposition 4.1:
In order for the two GO terms and to have existent dependency relationship, the specificities of the GO terms located in the path from to , inclusive, in POG should be unique (i.e., there should not be two or more terms in the path from to that have the same specificity).
Let denote the specificity of GO term . Validations 1 and 2 below validate proposition 4.1 heuristically. dependency. An object is existence-dependent on an object if the existence of is dependent on the existence of [48] . Snoeck and Dedene [38] argue that the existence dependency relation is a partial ordering of object types (e.g., GO terms specificities). The authors transform an OO schema into a graph consisting of the object types found in the schema and their relations. The object types in the graph are related only through associations that express existence dependency. The authors demonstrated through the graph that an object type is never existence-dependent on itself or on another object of the same type. In POG, a GO term can be considered as an object and the specificity of this term can be considered as its type. The specificity of a GO term can be considered as the type of this term for the following reasons:
• An object's type in a graph is the characteristics of this object, which distinguish it from the other objects that have other different characteristics. The objects in the graph that have the same characteristics are said to have the similar type.
• "is-a" relation is a type-subtype relationship between two GO terms [16] . The specificity of a GO term is the biological characteristics of , which are inherited from the biological characteristics of the ancestor terms of through the sequence of "is-a" relations (i.e., type-subtype relationships) connecting with the root term. Therefore, GO terms located in the same hierarchical level in GO Graph based on "is-a" relations are said to have the same specificity/type. For example, consider Fig. 1 . The root term GO:0008150 has its own specificity. Since the terms development process (GO:0032502), multicellular organismal process (GO:0032501), reproduction(GO:0000003), and reproductive process (GO:0022414) are located in the same hierarchical level in the graph based on "is-a" relations, they all have the same specificity. Similarly, the terms GO:0048856, GO:0007275, and GO:0003006 have the same specificity/type. Thus, a GO term is never existence-dependent on another term of the same type/specificity. . A Type Weight of the edge is a numerical value that reflects the closeness between the properties of the genes annotated with the functions of and (i.e., the closeness in meaning between and ). Larger Type Weights mean closer meaning between the two terms connected by the edges and vice versa. "is-a" relations are assigned larger Type Weights than "part-of" relations for the following reasons. "is-a" is a type-subtype relation between two GO terms [16] . It allows a subtype GO term to inherit the characteristics and properties of its supertype GO term. "part-of" relation represents part-whole relationship and it does not permit inheritance. Therefore, "is-a" influences more the semantic relationships between GO terms. Most works in literature (e.g., [37] , [46] ) assign "is-a" relations the weight 0.8 and assign "part-of" relations the weight 0.6.
Each edge in GO Graph is also assigned a weight called Functional Weight. The Functional Weight of an edge is the inverse of the edge's Type Weight multiplied by a parameter. Thus, the Functional Weight of an edge is a value that reflects the inverse of the degree of the functional relatedness between the two GO terms connected by the edge. Thus, a small Functional Weight means higher functional relatedness between two terms connected by an edge, and vice versa. We adopted this approach, because we use the Minimum Spanning Tree algorithm [9] , which constructs a subtree that includes every vertex, where the total weight of all the edges in the subtree is minimized. Thus, this subtree includes edges with smallest weights.
The Functional Weight of an edge is calculated by multiplying the inverse of the edge's Type Weight by a parameter . This parameter penalizes the edge's weight, if the two terms connected by the edge are not functionally related in Part-Of Graph (POG), and it rewards the edge's weight, if the name of one of the terms connected by the edge subsumes the name of the other term. Thus, the Functional Weight of an edge is the inverse of the edge's Type Weight multiplied by parameter , which does the following: 1) it increases the weight of the edge, if the two terms connected by the edge are not functionally related in POG, and/or 2) it decreases the weight of the edge, if the names of the two terms connected by the edge have string-substring relationship. Thus, parameter takes into consideration the functional relationships and string-substring relationships of the terms connected by the edge, as shown in (1) • denotes that the two GO terms and connected by the edge are functionally related in POG, while denotes they are not.
• sub denotes that the names of the two GO terms and connected by the edge have string-substring relationship (i.e., the name of subsumes the name of ). Example 7: Let us assign Functional Weights to the edges of the GO Graph shown in Fig. 1 . Consider that the Type Weights of "is-a" and "part-of" relations are 0.8 and 0.6 respectively [37] , [46] . Consider that parameter described previously takes the following values (recall that ):
Fig . 6 shows the Functional Weights assigned to the edges of the GO Graph in Fig. 1 based on the information given in example 7. These weights are assigned based on the following factors: 1) By applying Equation (1), the Functional Weight of each edge connecting two terms and that are functionally related (i.e., ) is the inverse of the edge's Type Weight multiplied by 1 (i.e., the same value of the inverse of the edge's Type Weight). Thus, the Functional Weight of such an edge is either 1.25 for "is-a" relation or 1.67 for "part-of" relation (see Fig. 6 ). 2) By applying Equation (1), the Functional Weight of each edge connecting two terms and that are not functionally related (i.e., ) in POG is the inverse of the edge's Type Weight multiplied by 1.1. The following are examples of how the Functional Weights in Fig. 6 are calculated:
• Based on the POG in Fig. 2 , the two terms GO:0046661 and GO:0030539 are not functional related, because the path between the two terms in the POG (i.e., the path GO:0046661 GO:0046546 GO:0030539) includes two terms that have the same specificity (i.e., the terms GO:0046661 and GO:0046546). Therefore, the Functional Weight of the edge (GO:0046661, GO:0030539) in Fig. 6 is the inverse of the edge's Type Weight (i.e., 1.25) multiplied by 1.1 (i.e., ).
• Based on the POG in Fig. 2 , the two terms GO:0007548 and GO:0003006 are functionally related, because the path that connects the two terms in the POG (i.e., the path GO:0007548 GO:0022414 GO:0003006) does not include more than one term with the same specificity. Therefore, the Functional Weight of the edge (GO:0007548, GO:0003006) in Fig. 6 is the inverse of the edge's Type Weight, which is 1.25.
• Based on the POG in Fig. 1 , the terms GO:0048731 and GO:0048513 are not functionally related, since they have the same specificity. Therefore, the Functional Weight of the edge (GO:0048731, GO:0048513) in Fig. 6 is the inverse of the edge's Type Weight (i.e., 1.67) multiplied by 1.1 (i.e., ). 3) By applying Equation (1), the Functional Weight of each edge connecting two terms and , whose names have string-substring relationship (i.e., ) is the inverse of the edge's Type Weight multiplied by 0.9. Consider for example Fig. 6 . The name of the term developmental of primary male sexual characteristics(GO:0046546) subsumes the name of the term developmental of primary sexual characteristics (GO:0045137). Therefore, the Functional Weight of the edge (GO:0046546, GO:0045137) is the inverse of the edge's Type Weight (i.e., 1.25) multiplied by 0.9 (i.e., ).
VI. ANSWERING A QUERY
User selects an input, which is a query composed of genes (i.e., query genes). RGFinder accepts queries with the form (" ," " , " " "), where denotes a query gene. RGFinder returns the set of genes that are the most semantically and functionally related to all the input query genes. RGFinder would first map the query genes to a set of GO terms called Keyword Contexts (KCs).
Notation 6.1, Keyword Context (KC):
A KC is a GO term annotating a query gene. For example, consider Fig. 7 and the query Q ("Fkbp4," "Wnt5a"). The GO terms male sex differentiation (GO:0046661) and developmental of primary male sexual characteristics (GO:0046546) are the KCs because they annotate "Fkbp4" and "Wnt5a."
We observe that the set of genes that is the most functionally related to input query genes is usually annotated to the GO terms located at the lowest convergences of the subtree of the minimum spanning tree that passes through Related KCs. The reason is that: 1) the path of the minimum spanning tree spans all closely related GO terms in GO Graph based on their Functional Weights, and these terms include the KCs (i.e., the sum of the Functional Weights of the edges that spans all KCs is the lowest), and 2) a lowest convergence term is the most related to all Related KCs (i.e.
, the sum of the Functional Weights of the edges located in the paths from the Related KCs to this term is the lowest among other paths).

A. Determining Related KCs
Most genes have several annotation GO terms. If a query contains query genes, there may be KCs, where . RGFinder selects from all KCs of a query subsets, where each subset contains the smallest number of KCs that: 1) are meaningfully related to each other, and 2) annotate at least one occurrence of each query gene. The KCs in each subset are called Related KCs.
Notation 6.2:
:" " denotes that there is at least one query gene annotated with the functions of the two GO terms and . That is, and annotate at least one same-query gene. For example, consider Fig. 7 . Because the gene "CBX2" is annotated with the functions of the two terms reproductive process (GO:0022414) and developmental of primary sexual characteristics (GO:0045137), therefore, As demonstrated by Fig. 3, let and are not meaningfully related to each other, because is more related to than to , since . Therefore, and are not meaningfully Related KCs.
Definition 6.1: Let
. GO term C is meaningfully related to GO term A and not to GO term B if the LCA of A and C is a descendant of the LCA of C and B. GO terms A and C are called Related KCs. GO terms C and B are not Related KCs. Consider Fig. 2 and the query ("CBX2," "Fkbp4," "Wat5a"). As shown in Fig. 7: 1) the KCs annotating the gene "CBX2" are reproductive process (GO:0022414) and developmental of primary sexual characteristics (GO:0045137), 2) the KC annotating the gene "Fkbp4" is male sex differentiation (GO:0046661), and 3) the KC annotating the gene "Wat5a" is developmental of primary male sexual characteristics (GO:0046546). As demonstrated by Fig. 4 , GO:0046546 and GO:0046661 are more related to GO:0045137 than to GO:0022414, because: 1) the LCA of GO:0022414, GO:0046661, and GO:0046546 (which is reproduction GO:0000003) is an ancestor of the LCA of GO:0045137, GO:0046661, and GO:0046546(which is sex differentiation GO:0007548), and 2)
Example 8:
. The GO terms GO:0045137, GO:0046661, and GO:0046546 are called Related KCs. 
B. Constructing Minimum Spanning Tree
Definition 6.2: Minimum spanning tree: The spanning tree of GO Graph G is a subgraph of G that is a tree containing every vertex of G with the minimum number of edges. A minimum spanning tree is a spanning tree that has the smallest possible sum of weights of its edges and the tree contains every vertex in the graph.
Algorithm MST in Fig. 5 constructs a minimum spanning tree based on input GO Graph and Functional Weights. The algorithm is a special case of the generic minimum spanning tree algorithm [9] . The algorithm finds a subset of the edges that forms a tree. The tree includes every vertex, where the total weight of all the edges in the tree is minimized. Let be the set of edges and be a set storing the edges of the minimum spanning tree. The algorithm has the property that the edges in set always form a single tree. At each step, a light edge is added to the tree that connects to an isolated vertex of . The inputs to the algorithm are GO Graph , the Functional Weights , and the root vertex . Line 2 sets the keys of vertices to (except for the root , whose key is set to 0). Line 3 sets the parent of each vertex to NIL. Line 5 initializes a min-priority queue to contain all the vertices. Line 7 extracts the vertex from , whose key is the minimum. For each vertex adjacent to vertex (line 8), if the Functional Weight of the edge is less than the key of (line 9), edge is added to the minimum spanning tree (line 10) and the key of is assigned the Functional Weight of the edge (line 11). Fig. 7 shows a minimum spanning tree constructed based on the Functional Weights assigned to the edges of the running fragment of GO Graph shown in Fig. 6 using algorithm MST. Bold edges in the figure represent the minimum spanning tree.
C. Determining the Genes That are Functionally Related to a Given Set of Genes
We observe that the genes that are the most functionally related to a given set of genes are usually annotated to the GO terms located at the lowest convergences of the subtree of the minimum spanning tree that passes through Related KCs. The reason is that a lowest convergence term is the most related to its Related KCs, for the following reason. If we calculate the sum of the Functional Weights of the edges located in the paths from Related KCs to each other term in GO Graph, we will find that this sum is the lowest for the edges connecting the Related KCs with the term located at the lowest convergence of the subtree of the minimum spanning tree that passes through the Related KCs. Since most genes have several annotation GO terms, there may be more than one Related KCs. Therefore, there may be several terms located at the lowest convergences of the subtree of the minimum spanning tree that passes through Related KCs. RGFinder identifies the GO term located at the lowest convergence for each Related KCs. Then, RGFinder ranks these terms based on their Functional Ranks. Finally, it will return the set of genes annotated to the top ranked terms as the most functionally related to the input query genes.
We define the Functional Rank of a lowest convergence term as the aggregate contribution of the semantics of all the terms located in the path from each Related KC to . A KC closer to the convergence term contributes more to its semantics, while a KC farther from it contributes less. We define the contribution of a term with regard to a KC to the semantics of a convergence term as the Semantic Contribution (SC) of related to (denoted by ). The Functional Rank of related to , is defined as:
(2) where is the semantic contribution factor for the edge linking term with its child term and . We define the contribution of to as , where decay is a parameter that can be set in the range 0-1, and min(depth) is the minimum depth (hierarchical level) of , considering the depth of the root term as 0. The ancestors of contribute less, that is why we have . The Functional Rank of is the aggregate contribution of the semantics of all terms Fig. 7 . The minimum spanning tree of the graph in Fig. 6 . Black bold edges represent the minimum spanning tree. The graph shows also the GO terms annotating the three query genes "CBX2," "Fkbp4," and "Wnt5a," which are: GO:0022414, GO:0045137, GO:0046661, and GO:0046546.
located in the path from each KC Related KC to . Thus, we calculate the Functional Rank of as:
where is the aggregate contribution of the semantics of all terms located in the path from Related KC to . Example 9: Consider Fig. 6 and the query: ("CBX2," "Fkbp4," "Wnt5a"). The query asks for the set of genes that is the most functionally related to each of the genes CBX2, Fkbp4, and Wnt5a. As described in example 8, the Related KCs for this query are developmental of primary sexual characteristics (GO:0045137), male sex differentiation (GO:0046661), and developmental of primary male sexual characteristics (GO:0046546). Based on the minimum spanning tree shown in Fig. 7 , the lowest convergence term of the subtree of the minimum spanning tree that passes through the Related KCs is the term developmental process involved in reproduction (GO:0003006). Thus, the genes annotated to the term GO:0003006 are the most functionally related to each of the query genes CBX2, Fkbp4, and Wnt5a.
• Note that since there is only one occurrence of Related KCs as shown in Fig. 7 and described in example 9, there is only one lowest convergence term. However, usually there are several Related KCs for each query if the entire GO ontology is used. Therefore, there are usually several lowest convergence terms. These terms will be ranked based on their Functional Ranks as described previously.
VII. EXPERIMENTAL RESULTS
We implemented RGFinder in Java, run on Intel(R) Core(TM)2 Duo CPU processor, with a CPU of 2.6 GHz and 4 GB of RAM, under Windows 7. A demo of RGFinder using 11 000 KEGG yeast genes is available at: http://ecesrvr.kustar.ac.ae:8080/ (click on the link labeled Related Genes). We experimentally evaluated the quality of RGFinder and compared it with the following systems:
• GENECODIS [6] : GENECODIS generates statistical rank scores for annotations and their combinations. It determines the biological annotations of target genes by over-representation with respect to reference dataset by extracting all combinations of annotations that appear in at least genes, with being a threshold.
• DynGO [21] : DynGO "retrieves genes and gene products that are relatives of input genes based on similar GO annotations, and displays the related genes and gene products in an association tree" [21] , [29] . DynGO "can support heavier computations and supports semantic retrieval of similar genes" [28] • GoSE [39] and GRank [40] : Recall Section II-E for the description of the two systems.
A. Compiling Dataset for the Evaluation
Pathways are sets of genes shown to have high functional similarity and can be used to validate similarity measures [15] , [26] , [45] . A fully described pathway represents the dynamics and dependencies among a set of gene/gene products. Therefore, we used pathways as a reference for validating our approach and for comparing it with [6] , [21] , [39] , [40] . We used two different pathway benchmarks: KEGG and Pfam benchmarks. KEGG Pathway [10] is a collection of manually drawn pathway maps. Pfam [35] is a collection of highly related protein/gene families. Genes which share common domains in a Pfam clan often have a similar molecular function. Given a set of genes belonging to a same pathway, each of RGFinder, [6] , [21] , [39] , and [40] should return another set of genes that is functionally/semantically related to the set . In order for the sets and to be functionally related, they should be part of the same pathway. We selected the following sets of KEGG and Pfam pathways/clans:
• 40 homo sapiens (human) KEGG pathways.
• 40 yeast diverse KEGG pathways.
• 40 Pfam human clans.
• 40 Pfam yeast clans. We retrieved the KEGG pathways using the DBGET database [10] . We retrieved the Pfam entries from the Sanger Pfam database [35] and retrieved the corresponding gene identifiers from Uniprot database [44] . We selected for the experiments only pathways and clans whose genes have the following evidence codes according to GO release June 2013:
• Inferred from Electronic Annotation (IEA): ISO, ISS, ISM, ISA, IBD, IBA, IKR, and/or IGC; and/or • (non-IEA) Experimental evidence codes: IC, IDA, EXP, IEP, TAS, IPI, IGI, IMP, and/or IC. The percentage of the IEA and non-IEA annotations in the two benchmarking datasets used in the experiments is different in the yeast and human. The non-IEA annotations in the yeast dataset is 18%, while the IEA annotations is 82%. The non-IEA annotations in the human dataset is 24%, while the IEA annotations is 76%. That is, there is a higher contribution of the IEA annotations in the yeast and human datasets.
We constructed 160 queries, each consists of 2, 3, or 4 query genes extracted randomly from the 80 homo sapiens and yeast KEGG pathways. Tables 1 and 2 in the Supplemental Material show the following: 1) the 40 Yeast and the 40 homo sapiens (human) KEGG pathways used in the experiments, 2) the 160 Yeast and homo sapiens queries used in the experiments, 3) the GO terms annotating the query genes, 4) the aspects of Gene Ontology of the GO terms annotating the query genes, and 5) the Recalls and Precisions of the results returned by the systems. We also constructed 160 queries, each consists of 2, 3, or 4 query genes extracted randomly from the 80 human and yeast Pfam clans.
B. Evaluating Recall and Precision
Let be the set of all member genes of a pathway and let be the number of these genes. Each of the 320 sets of query genes used in the experiments is a subset of set , which belongs to one of the pathways and it consists of 2, 3, or 4 query genes selected randomly from . Each set of query genes is then submitted to the five systems. Each system should return another set of genes as functionally similar to . In order for the two sets and to be functionally similar, they should be members of the same pathway . We measured the recall and precision of the results returned by each system as follows (let be the number of genes in set ):
Figs. 8-11 show the average recall and precision of the results returned by the five systems using the 160 KEGG queries and the 160 Pfam queries. Tables 1 and 2 in the Supplemental Material show the Recall and Precision for each query. 1
C. Measuring the Percentage of Genes in Pathways Similar to Result Genes
We also measured the percentage of genes in pathways, whose similarity with the genes returned by each of RGFinder, [6] , [21] , [39] , and [40] is greater than or equal to 0.2, 0.4, 0.6, 0.8, and 1. Let be one of the GO terms returned by one of the five systems, where annotates the genes that are the most functionally related to a set of query genes belonging to a pathway . Intuitively, the genes that belongs to both and (i.e., the portion of 's genes that is also annotated to ) should get similarity value of 1. The similarities between the remaining 's genes and the remaining 's genes equal the similarities between and the GO terms annotating these 's remaining genes. We used Resnik [30] for measuring the similarities between and the GO terms annotating the 's genes. Fig. 12 shows the results.
D. Discussion of the Experimental Results
As Figs. 8-12 and Tables 1 and 2 in the Supplemental  Material 2 show, RGFinder outperforms GENECODIS [6] , DynGO [21] , GoSE [39] , and GRank [40] and that it achieved high Recall and Precision values under different sets of queries and pathways. RGFinder outperformed the other four systems, when: 1) non-IEA annotations are used, 2) IEA annotations are used, and 3) both non-IEA and IEA annotations are used. The performance of RGFinder over the other four methods is attributed mainly to its ability to determine the following:
2) The existence dependencies between GO annotation terms in GO Graph.
3) The Functional Weight of each edge in GO Graph to represent the degree of relatedness between the two terms connected by the edge. The weight is calculated based on the following factors:
• The type of the edge (e.g., "is-a" and "part-of" relations).
• The functional relationship between the two GO terms connected by the edge.
• The string-substring relationship between the names of the two terms connected by the edge. 4) The convergences of the subtree of the minimum spanning tree that passes through the GO terms annotating input query genes. The Recall and Precision values reveal the robustness of the RGFinder's method and its ability to reflect the functional relationships among different gene annotations. Below are outlines of our observations regarding the experimental results:
RGFinder vs. GENECODIS and DynGO: 27% of GENECODIS's faulty results and 42% of DynGO's faulty results are caused by overlooking the structural dependencies between GO terms in GO graph by not considering the concept of existence dependency. In these faulty results, the two systems returned enriched gene sets, where some of the genes in these sets are annotated with the functions of GO terms connected by GO relations in GO Graph that do not represent existence-dependency between the terms. Recall that, if the two terms and have existence dependency relationship, the genes annotated with the function of are usually functionally and semantically related to the genes annotated with the function of .
23% of GENECODIS's faulty results and 29% of DynGO's faulty results occurred when there are multiple candidate enriched gene sets that receive close or the same enrichment rank or score and some of these sets are located above and the other below target query genes in GO graph. This is because the two methods overlook the depths of selected enriched gene sets in GO graph (e.g., they overlook whether these sets are in shallow or deep hierarchical levels in the graph). Intuitively, the degree of enrichment among deeper genes is stronger than those among shallower ones. RGFinder overcomes this problem by considering the depths of GO terms in GO graph through the concept of existence dependency. That is why RGFinder achieved the same Recall values and the same Precision values regardless of the locations of target and enriched gene sets in GO graph, which is an indicative that the locations of these genes are irrelevant to the performance of RGFinder and that its performance does not vary with the height of a GO graph.
RGFinder vs. GRank and GoSE: RGFinder is an expansion and improvement over our previously proposed systems, GRank [40] and GoSE [39] . The experimental results confirmed the performance of RGFinder over GRank and GoSE as shown in Figs. 8-12 . Let be the set of GO terms annotating target genes. Below are outlines of our observations regarding the experimental results:
• 21% of GRank's faulty results and 28% of GoSE's faulty results occurred when the paths from Related KC to their LCA included different sequences and/or number of "is-a" and "part-of" relations. The reason for these faulty results is that both GRank and GoSE do NOT consider the aggregate contributions of set to the semantics of the LCA of set .
• 29% of GRank's faulty results and 32% of GoSE's faulty results occurred when the candidate LCAs of Related KC annotates different number of significant (active) genes. The reason for these faulty results is that both GRank and GoSE do NOT consider the semantic contributions of "is-a" and "part-of" relations located in the paths from set to the candidate LCAs of . • 26% of GRank's faulty results and 18% of GoSE's faulty results occurred when some of the GO terms annotating target genes are very close to the GO terms annotating candidate result genes in GO Graph, while the remaining GO terms annotating target genes are far from the GO terms annotating candidate result genes. The reason for these faulty results is that both GRank and GoSE do NOT consider the distances in GO graph between set and the candidate LCAs of set . The performance of RGFinder over GRank and GoSE is attributed mainly to its overcoming the limitations of GRank and GoSE that caused their faulty results outlined above. RGFinder overcomes these limitations by adopting the following techniques:
1) It defines similarity measure as a function that returns a numerical value reflecting the closeness in meaning between set and the terms annotating result genes. 2) It considers the semantic contributions of "is-a" and "part-of" relations.
3) It considers the distances in GO Graph of the paths from set to the terms annotating candidate result genes. 4) It uses a more restrictive approach.
VIII. CONCLUSION
We introduced in this paper a system called RGFinder that determines the functional relationships among genes annotated to GO terms. Given a set of genes annotated to GO terms, RGFinder returns the set of genes that is the most semantically related to the given set of genes. RGFinder overcomes the limitations of most current gene similarity measures by its ability to determine the following:
1) The specificities of GO annotation terms.
3) The Functional Weight of each edge in GO Graph to represent the degree of relatedness between the two GO terms connected by the edge. The Functional Weight of an edge is calculated based on the following factors:
• The type of the edge:
• Whether the two GO terms connected by the edge have existence dependency relationship.
• Whether the names of the two GO terms connected by the edge have string-substring relationship. 4) The convergences of the subtree of the minimum spanning tree that passes through the GO terms annotating input query genes. We experimentally evaluated the quality of RGFinder and compared it with GENECODIS [6] , DynGO [21] , GoSE [39] , and GRank [40] 
