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ABSTRACT
The Recursive Multi-Threaded (RMT) Software Process
Management Tool gives software developers the following 
capabilities: break a large project into a sequence of 
prototypes (or threads), track these threads individually, 
and estimate the progress and completion date of the 
project from these individual threads. The RMT Tool also 
facilitates team communications by offering all team 
members and project managers/leaders instant access to 
information of software artifacts of the project on the 
Internet. The goal of the project is to provide the RMT 
Tool with an ability to support multi-database for 
collaborative software development. In collaborative
software development environment, team members from 
different geographical locations may be developing a single 
very large project and information about the status and 
progress of the different components may be needed. The 
RMT Tool user will have the illusion of a single database
access even though there could be more than one database
involved in the process. As a demonstration, actual data 
are used from several previous Algorithma projects of
Software Engineering class taught in the Department of 
Computer Science in Winter 2000 and Winter 2001.
iii
TABLE OF CONTENTS
ABSTRACT.........................  iii
LIST OF TABLES.....................................  vii
LIST OF FIGURES....................................... viii
CHAPTER ONE: SOFTWARE REQUIREMENT SPECIFICATION
Introduction.................................... 1
History.................................... 1
Purpose . ................................... 2
Scope.................   2
Definitions, Acronyms and Abbreviations..... 3
Document Overview.... '..................... 5
Overall Description............................. 5
Recursive Multi-Threaded Overview.......... 5
Product Perspective........................ 9
Product Functions.......................... 11
User Characteristics....................... 12
Constraints................................ 12
Assumptions and Dependencies............... 13
Specific Requirements........................... 13
External Interfaces........................ 13
Functions.................................. 14
Performance Requirements................... 15
Logical Database Requirements.............. 15
Design Constraints......................... 16
iv
16Software System Attributes
CHAPTER TWO: DESIGN
Database Design................................. 17
Table Design............................... 17
Database Access........   28
Software Architecture........................... 29
Detailed Design................................. 31
ConnPool Class............................. 31
SQLBridge Class............................ 32
Project Class.............................. 33
Assignment Class.... ’...................... 34
Personnel Class............................ 35
Thread Class............................... 36
Programmer_Checklist Class................. 38
Position Class............................. 39
Iteration Class............................ 39
Iteration_Phase Class...................... 41
Thread_Checklist Class...,.................. 41
Project_Checklist Class.................... 43
CHAPTER THREE: SOFTWARE QUALITY ASSURANCE
Unit Test. . . . . .................................. 45
Integration Test................................ 47
System Test..................................... 48
CHAPTER FOUR: EXAMPLE SESSIONS....................... 4 9
v
CHAPTER FIVE: MAINTENANCE MANUAL
Source Code..................................... 64
Re-Compile...................................... 65
Installation Process............................ 65
CHAPTER SIX: CONCLUSION AND FUTURE DIRECTION......... 67
APPENDIX A: PSEUDO CODE.............................. 70
APPEDIX B: CHECK LIST................................ 93
REFERENCES....................................... . .... 98
vi
LIST OF TABLES
Table 2.1. Personnel Table ............................ 19
Table 2.2. Position Table............................. 19
Table 2.3. Project Table.............................. 20
Table 2.4. Thread Table................  21
Table 2.5. Assignment Table..........................  22
Table 2.6. Project_Checklist Table .................. 23
Table 2.7. Thread_Checklist Table ..................... 24
Table 2.8. Programmer_Checklist Table ................. 26
Table 2.9. Iteration Table...................   27
Table 2.10. Iteration Phase Table ...................... 28
Table 3.1. The Results of the Unit Test................ 46
Table 3.2. The Results of the Integration Test........ 48
vii
LIST OF FIGURES
Figure 1.1. Multi-Database Support...................  3
Figure 1.2. Interface for Input....................... 7
Figure 1.3. Deployment Diagram of Multi-Database.......10
Figure 1.4. Use Case Diagram................  12
Figure 1.5. Interface for Output.....  14
Figure 2.1. Entity-Relationship Diagram................ 17
Figure 2.2. Class Diagram.............................. 30
Figure 2.3. ConnPool Class Diagram..................... 31
Figure 2.4. SQLBridge Class Diagram.................... 32
Figure 2.5. Project Class Diagram...................... 33
Figure 2.6. Assignment Class Diagram...................34
Figure 2.7. Personnel Class Diagram.................... 35
Figure 2.8. Thread Class Diagram....................... 36
Figure 2.9. Programmer_Checklist Class Diagram.........37
Figure 2.10. Position Class Diagram... .................39
Figure 2.11. Iteration Class Diagram.................... 40
Figure 2.12. Iteration_Pha.se Class Diagram.............. 40
Figure 2.13. Thread_Checklist Class Diagram.............41
Figure 2.14. Pro j ect_Checklist Class Diagram............ 43
Figure 4.1. The Main Structure of Demonstrate
Window ...............................   49
Figure 4.2. Information Window for Whole Project.......50
Figure 4.3. Single Project View........................ 51
Figure 4.4. Thread Information Page.................... 52
viii
Figure 4.5. Update Thread Information Page.............53
Figure 4.6. Thread Members Page........................ 54
Figure 4.7. Personnel Information Page................. 55
Figure 4.8. Checklist Page............................. 56
Figure 4.9. Overall Progress Page...................... 57
Figure 4.10. Specification Page..............  58
Figure 4.11. Planning Page............................ . 59
Figure 4.12. Analysis Page............................. 60
Figure 4.13. Design Page..........   61
Figure 4.14. Implementation Page....................... 62
Figure 4.15. Testing Page.............................. 63
ix
CHAPTER ONE
SOFTWARE REQUIREMENT
SPECIFICATION
Introduction
History
Recursive Multi-Threaded (RMT) Software Life Cycle is 
an object-oriented software life cycle developed as a 
master's thesis by Scott Simon, and is implemented by 
Chung-Ping Lin as his master's project. The RMT Tool is a 
computer aided software engineering tool for monitoring and 
predicting software development process. This- project 
improves Lin's project through the following functions:
• Multi-database support: Lin's project only 
supports one database while this project provides
the ability for accessing several databases at
once - there are three databases used in the
demonstration.
• Relational database support and design: mini-SQL
database was used in Lin's project while this
project used the SQL Server 7.0 and Oracle 8.
• Additional database functions: deletion,
modification, and tables join operation, which
were not supported in Lin's project.
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Purpose
This Software Requirements Specification (SRS) defines 
the functionality of the multi-database in the Recursive 
Multi-Threaded Software Process Management Tool (Simon and 
Lin). While the product primarily targets a specialized 
technical audience, this specification is presented in a 
form suitable for technical'and semi-technical personnel.
This SRS provides the following functionalities:
• Provides a basis for requirement and resource
estimation.
• Provides a baseline for validation and
verification.
The goal of this project is to provide a multi­
database support for RMT Software Process Management Tool.
Scope
The RMT Software Process Management Tool is an
application that incorporates the RMT philosophy into an 
easy to use Web-based interface. The primary purpose of the
tool is to allow software developers to break a large 
project into smaller pieces (or threads), to track these 
threads individually, and to estimate the progress and
completion date from these individual threads. The RMT tool
also facilitates team communication by offering all team
2
members instant access to information about every piece of
their project.
This project, multi-database in RMT, will build a 
multi-database system to support RMT. functionalities, see 
Figure 1.1. A commercial version of RMT interface will be 
written by another project (Zamora).
I
A
Multi- 
> Databases
Figure 1.1. Multi-Database Support
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Definitions, Acronyms and 
Abbreviations
This section defines terms, acronyms, and
abbreviations used in this SRS.
ER diagram. Diagrams that use Entity-Relationship model to
design or describe database.
Java Servlet. Java servlets are a key component of server-
side Java development. A servlet is a small, pluggable
3
extension to a server that enhances the server's
functionality.
JDBC. Java Database Connectivity is a Java Application 
Interface that provides Java programmers with a
uniform interface for accessing and manipulating a
wide range of relational databases.
Multi-Database System. A multi-database system is an
environment in which data stored in two or more
database instances are accessible as though these data
were in a single instance.
PSP. Personal Software Progress (PSP) is a self-improvement
process designed to help the developer controls, 
manage, and improve the development process. It is a 
structured framework of forms, guidelines, and
procedures for developing software.
RMT. Recursive Multi-Threaded (RMT) is a software lifecycle
model, and was the result of the master's project of 
Scott Simon at California State University San 
Bernardino. RMT is a thread-based approach to organize 
software development and to monitor developing
progress. RMT is a milestone-based, iterative
lifecycle that supports incremental and parallel 
development.
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Document Overview
Section One includes the RMT GUI specifications. It
also includes multi-database product perspective, product
functions, user characteristics, constraints and
assumptions, and dependencies. It provides the background 
and requirements for the whole multi-database project.
In Section Two, the specific requirements of the
multi-database external interfaces, functions, performance
requirements, logical database requirements, design
constraints and software system attributes will be
discussed.
Overall Description
Recursive Multi-Threaded 
Overview
The RMT user is likely to be a technical (developer) 
or semi-technical (QA staff, project manager) individuals 
familiar with computing terms. As such, technical aspects 
of the RMT system are exposed to the user to offer maximum
functionality.
The RMT system is a Web-based application that allows
developers, development managers, product managers and
others involved in the development process to assess the
current status of a project. The RMT tool will run on any 
platform containing browsers that support HTML V.3.2 and
5
JavaScript. As a Web-based application, interface elements 
such as edit fields, combo boxes and other common windows 
GUI controls will retain the look and feel of their parent
platform.
RMT uses the concept of frames to organize data 
representation. The basic RMT window consists of a header 
section appearing on top of the display window, a 
navigation window appearing on the left and a view window 
appearing on the right. The change in the contents of the 
view window is based on the navigational tree node selected 
on the left part of the window as shown in Figure 1.2.
The RMT interface consists of three main components:
personnel, projects and project groups. Each section is 
represented as a navigation tree on the left side of the 
interface. There is also a login interface and a help 
system. All interfaces are described-in detail in the RMT
Tool Software Requirements Section below.
RMT relies on HTML V.3.2 compliant browsers to provide 
navigation, display, text and image rendering, and basic 
print capabilities. The client side browser will manage all
GUI requirements for RMT. RMT will run on any operating
system platform containing browsers that support HTML V.3.2
and JavaScript.
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Figure 1.2. Interface for Input
The server side portion of the RMT tool requires a
platform that offers a Web server and Java Servlet runner.
The current iteration of RMT is designed to run on the
Linux platform using JRun Java Servlet engine.
RMT provides the following basic functionalities:
• Allows a development manager to create project
'threads,' or pieces of project functionality to 
be assigned to a project sub team.
„ • Allow individual developers to assess and enter
thread progress, along with thread documentation.
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• Allows the project manager to view total project 
status based on values entered by individual
developers.
• Provides a framework for the PSP Scriber
subsystem(Tsao).
• Allows navigation between various RMT forms and
interfaces.
• Allows printing individual forms using the 
browser print function.
RMT is primarily designed for software engineers and 
managers. These users are likely to be technically 
competent and familiar with browser technology. No special 
consideration is given to documenting the use of browser
technology in RMT. In addition, 'it is assumed that the RMT
user is familiar with windowing interfaces, edit boxes, 
combo boxes, and other controls common in windowing 
interfaces. No special consideration is given to 
documenting windowing interfaces use or navigation.
The user may not be familiar with RMT. Because of 
this, RMT needs to clearly state how each form is used, 
supply help and examples, guide the user into the proper
form based on need.
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RMT interfaces are based on HTML V.3.2 and client side
JavaScript supported by the client browser. Because of 
this, RMT does not require any functionality that relies on
client-side executable code outside of the browser
environment.
RMT relies on tables, and will only run on a browser
that is HTML V.3.2 compliant.
The RMT server relies on Java, Java Servlet and
Oracle. While many platforms offer these functionalities,
RMT is currently developed for the Linux platform. As such,
certain additional work may be necessary to move the RMT
server to other platforms.
While increasingly unlikely, some RMT users may
connect to the server via modem,' consideration should be
given to page sizes, image complexity, and other factors
that affect download speed.
Product Perspective
User Interface. The user for this project is the RMT
project. The user interface for the multi-database project
are JDBC classes. Since the JDBC classes are written in
object-oriented approach, my teammate, who is writing the
user interface part of the RMT project, does not have to
know how the database part is implemented to access the
database.
9
Hardware Interfaces. The server operating system
manages hardware interface issues. There is no known
hardware related hardware interface issues.
Software Interfaces. This project relies on Oracle
. V Pt1?8.1.6 database and JDBC classes..Therefore the server side
/\
portion of this project requires a platform that offers a
Web server and Java Servlet runner. The current iteration
of RMT is designed to run on the Linux platform using ~J-RUri
A^A pup
Jav-a--'Ber-viet engine. ■
Figure 1.3 shows the system1interfaces of the multi­
databases .
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Communication Interfaces. RMT relies on the client
operating system, and the server Java Servlet engine and 
operating system to manage communication issues.
Memory and Hardware Constraints. There is no known RMT
client-side memory constraint issues.
Additionally, the server requires the following 
components for optimal content generation in a multi-user
environment.
(>■
• 128 MB or greater memory size.
• Fast architecture machine, something along the
lines of a PII 500 or greater.
Adaptation Requirements. This project has no known
site adaptation at this time.
Product Functions
There are two main functionalities provided by this 
project. One is to allow RMT users to create, delete, 
update and retrieve projects, threads, personnel and
iteration information from the database. This functionality
is shown in Figure 1.4. The other one is to support
multiple sites access showing only a single RMT
hierarchical tree. In other words, an RMT project can store
its information in different databases at different
locations. Once an RMT user wants to use data that is not
11
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Figure 1.4. Use Case Diagram
stored in the local database, RMT can still get the desired 
information from the appropriate site through multi­
database support.
User Characteristics
This project is primarily designed for the RMT user.
Constraints
The server relies on Java, Java Servlet and Oracle. 
While many platforms offer these functionalities, this 
project is currently developed for the Linux platform. As
12
such, certain additional work may be necessary to port this
project server to other platforms or other databases.
Assumptions and Dependencies
This proposal makes the following assumptions:
• The same relation (table) types exist for all the
databases
• Additionally, it is assumed that the server 
platform is a Linux system with the following 
components installed and working properly:
• Apache ^1.3.6-^ or other web server system 
Allaire JRun Servlet Runner 2.3 or greater
• 0-raeie—8—1—6' /l/l U
• Redhat Package manager (rpm) or similar
installation system
JDK 1.2.2
Specific Requirements
External Interfaces
Figure 1.5 shows the user interface of the RMT
project. RMT uses this interface to get information from
the user or displays the information onto the interface.
The RMT project has to use JDBC classes to store or
retrieve from the database.
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Functions
A big company normally has several geographically
located branches and each branch usually has its own 
database, which are accessed locally unless there is a user
that requests some remote data from other branches via the
Internet.
j This project will use the_^Oracle^database management
system to support management of software projects. The
multi-database allows insertion, retrieval, deletion and .
update of information regarding software projects stored in
14
RMT. Moreover, the RMT project also requires an interface
to interact with the Oracle database. Since the user
interface in RMT project is using Java Servlet, it is 
better to use the same language for the interface between
the user interface and the databases. Therefore, JDBC was
chosen for this interface.
In JDBC classes, there is a class to handle the driver
of the database so that databases at different locations
can support the RMT project management software. The other
JDBC classes provide the deletion, selection, insertion and 
update functions. The RMT project management software can
insert and retrieve data from the database via these
classes.
Performance Requirements
The number of databases to be supported in the
demonstration is three but the number of databases that can
be supported is a large number. The number of simultaneous 
users and the data to be supported depends on the traffic
on the Internet.
Logical Database Requirements
There are ten tables created to store all the
information on the RMT process management tool - they are 
Personnel, Position, Project, Thread, Assignment,
15
Programmer_checklist, Thread_checklist, Project_checklist,
Iteration and Iteration Phase.
Design Constraints
There are no design constraints at this time.
Software System Attributes
Security and Reliability. JDBC supports safe
programming practices on a number of levels. Because they 
are written in Java, JDBCs inherit the strong type safety 
of the Java language.
Portability and Availability. Because JDBC classes are
written in Java and conforms to a well-defined and widely 
accepted database connection, they are highly portable
across operating systems and across server implementations.-p'V'
They can be used on a Windows machine running Java Web 
Server and later deployed effortlessly on a high-end Unix 
server running Apache. With JDBC, one can truly "write
once, serve everywhere."
16
CHAPTER TWO
DESIGN
Database Design
There are three databases, two Oracle databases and
one Microsoft SQL Server database, used in the multi­
database project. One Oracle database is installed on the
RMT server (rmt.ias.csusb.edu), named rmt and the other
Oracle database is located in give2you.net server, named 
premio. The SQL Server is installed on give2you.net server.
Table Design
The information on the RMT tool are stored in ten
tables. The E-R diagram (Figure 2.1) represents the
Figure 2.1. Entity-Relationship Diagram
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relationships among these ten tables. A Project may run on 
one or more Threads. A-Thread could be implemented by one 
or more Iterations. An Iterationymay have at most seven 
Iteration Phases. A Personnel can be assigned to one or 
more Threads and a Thread may have one or^ more programmer 
assigned to it. There are several Position levels when a 
Personnel is assigned to several Threads. | In;the meanwhile, 
there is a corresponding checklist generated,for the 
Personnel depending on its Position ID. ;
This multi-database project used foreigh keyI1 :constraints on some tables to make data consistent. In 
Figure 2.1 Entity-Relationship Diagram, Personnel, Project,
iThread, Checklist, Iteration, and Iteration_Phase are
I
entities. Therefore, each of them needs a table. The
" Idetailed information about each data entity and their 
relationships are listed in Table 2.1 through Table 2.8.
Personnel table contains information about the
different persons involved in a project, such as the 
project leader, the team leader and prog Jammers. The 
detailed information for the columns of Personnel table is 
shown in Table 2.1.
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Table 2.1. Personnel Table
Field Name Type Length De scription
Employee ID varchar 15 Use - (Pr
1r lpgin ID 
imary key)
First Name varchar 15 User fifst name
Last Name varchar 15 Use: : last name
Phone
Numberl varchar 15
1 rUser contact 
phone number
Phone
Number2 varchar 15
User sjecond contact 
phone number or 
mobile! phone number
Email varchar 20 IUser email addressi:
Password varchar 10 Use which is
r password 
chosen by user
A Personnel assigned to a Thread is given a Position 
ID. Position table (Table 2.2) is needed to store Position
I
ID and its description. The primary key of Position table
is Position ID.
Table 2.2. Position Table
Field Name Type Length scription
Position ID varchar 2 Po (Pr
1sition ID 
imary key)
Description varchar 20 Descript:.on :for Position
19
Table 2.3. Project Table
Field Name Type Length Description
Project ID varchar 10
| . iProject ID 
(Primary key)1 i
Proj ect 
Name varchar 20
1 11
The name of projecti :
Starting
Date varchar 10
The
proj
date when 
ect createdt
Estimate
Duration varchar 4
The
duration
; estimate 
of - the proj ect
Progress float 4 Overall progress of the project
Project table (Table 2.3) describes status informationi ;j i
about the project. Project ID, project name,.starting date, 
and estimate duration are provided by the^project leader. 
The progress of the project is computed automatically when 
any change is made on Project_checklist.
Thread table describes status information about the 
thread. Thread ID is generated automatically ^according theI Ii i
last thread ID. Project ID is given according which project
I
this thread is belong to. Progress is computed when anyI
change is made on thread_checklist by thread : leader. Total 
Iteration is estimated and input by team leader. Actual 
Total Iteration is calculated when addingjor^deleting an 
iteration. Mother Iteration is assigned according its
20
Imother thread's ID. Thread ID is a primary key of Thread
table. Table 2.4 contains the detailed information for■ i
Thread table. i
i
Table 2.4. Thread Table
Field Name Type Length Descr.iptioni
Thread ID varchar 10 T (Pr
aread ID 
imary key)
Project ID varchar 10 The ID running
of the project 
on'the thread
Progress float 4 The progre
1
jss (of- the thread
Total
Iteration int 1
The 
total it
of
estimate 
eration number 
the thread
Actual
Total
Iteration
int 1 The actual number
total iteration
of (the thread1
Mother
Thread varchar 10
1.
The mofher thread ID 
of this; thread; i
i
Since a Personnel can be assigned to many Threads and
I-
one Thread can have many Personnel, the relationship
I
any jrelationship.
sdech. As shown inf
which' personnel
between Personnel and Thread is many-to-m
Because of this an Assignment table is ne
Table 2.5, the assignment table indicated
is assigned to a thread.
I
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Table 2.5. Assignment Table
Field
Name Type Length Desczription1
Project
ID varchar 10
The p 
of the
(Primary [
roject ID 
assignment 
zey component)
Employee
ID varchar 10
The er 
of the
(Primary i
ipldyee ' ID 
assignment 
zey component)
Thread
ID varchar 10
The
of the 
(Primary i
zhread ID 
assignment 
zey component)
Position
ID varchar 2
The pc 
of the
isition ID 
assignment
When a Personnel
Personnel will need a
progress. A Personnel
read, the
the work
ader, a team
is assigned to a Th
Checklist to record
can be a project le
own:in Figure 2.1,
e of the
Leader Checklist,
a Project
, and a Programmer
stored all project
checkpoints in
eck,points aret1i
leader, or a programmer; therefore, as sh
the actual Checklist created should be on
following: Project Leader Checklist, Team 
or Programmer Checklist. In other words,
Checklist table, a Thread Checklist table
Checklist table are needed.
Project_Checklist table (Table 2.6) 
progress checkpoints. There are seventeen
this table. The default value of these ch
J
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zero. If one checkpoint is done, it should be checked andii
the checked value is one.
Table 2.6. Project_Checklist Table
Field
Name Type Length Description
Proj ect
ID varchar 10
The project ID 
used by the project leader 
(Primary key component)
Employee
ID varchar 20
i I
The employee ID 
of theproje'ct leader 
(Primary keyicomponent)
Cl Number 4 iProblem/System Definition1
C2 Number 4 System, Environment
C3 Number 4 Interface Definition
C4 Number 4 Human 'Resource / Engineering Requirement
C5 Number 4 Producing SQA
C6 Number 4 Producing SPMP
C7 Number 4 Use Case Diagram
C8 Number 4 Sequence Diagram
C9 Number 4 Clas's Diagram
CIO Number 4 Complent Diagram
Cll Number 4
1
Interaction Diagram
C12 Number 4 Statje Diagram
C13 Number 4
I ;
Architectural Design
C14 Number 4 Distributing Object Modules to Team
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Table 2.6. Project_Checklist Table (cont.)
Cl 5 Number 4
Collecting Object
Modules From Team
C16 Number 4 1 (Waiting for)Team Level Unit Test
C17 Number 4 System Wide Ihtegratil Test
Thread_Checklist table includes sixteen! check points
of thread progress. See Table 2.7 for the detail of the
1
checklist items listed in Cl to C16. The usage of. theI
checklist table is the same as Project Checklist table.
Table 2.7. Thread_Checklist Table
Field Name Type .Length Description
Thread ID varchar 10
The thread ID 
, used by the: team leader 
- (Primary key component)
Employee
ID ' varchar 2 0.
The employee ID 
of the team leader 
(Primary key component)i .
Level ID varchar 10
i
The position ID 
of the team leader
Iteration
ID varchar 10
The iteration ID 
of the team leader - 
(Primary key component)
Cl Number 4 Study and Understand SRS
C2 Number 4
iSpecify Team
Level Requirement
C3 Number 4 Study and Understand SQA
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Table 2.7. Thread_Checklist Table (cont.)
I
04 Number 4 Team Level ^Development Schedule Based on SPMP
C5 Number 4
1
Organize Programmers 
Based on SPMP
C6 Number 4 Decomposing Object
C7 Number 4 Class bia(3ramf.
C8 Number 4 Component Diagram
C9 Number 4 Interaction Diagrami
CIO Number 4 State Diagram
Cll Number 4
f
Number of Objects Completed
C12 Number 4 '!Object Relation Definition
C13 Number 4 Distributing Object Modules toj Programmer ■
C14 Number 4 Collecting Object Modules From Programmer
C15 Number 4 lTeam Level Unit Done
C16 Number 4 ■ Team Level Integration Test
Programmer_Checklist table contains sixteen columns to
I
store the check points of programmer work progress. Table
2.8 lists the check point description from C to C16. The
check point value is the same, as Project Checklist table.
I
III
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ITable 2.8. Programmer_Checklist Table
Field Name Type Length Description
Thread ID varchar 10
The thread ID 
used by the programmer 
(Primary key component)
Employee
ID varchar 20
The employee ID 
of the programmer 
(Primary key component)
Iteration
ID varchar 10
The iteration ID 
of the programmer 
(Primary key component)
Cl Number 4 Study and 'UnderstandSRS and SQL
C2 Number 4 Specify Requirement for Object
C3 Number 4 Programmer's SQL Level
C4 Number 4
Programmer
Development Schedule 
Level Based on SPMP
C5 Number 4 Modified Object
C6 Number 4 Deleted Object
C7 Number 4 Added Object
C8 Number 4 Reused 1Obj ect
C9 Number 4 Object Pseudo Code
CIO Number 4 Object Design -Number of Completedi
Cll Number 4 Modified Object
C12 Number 4
1
Deleted^ Object
C13 Number 4 Added Object
I
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Table 2.8 Programmer_Checklist Table (cont.)
C14 Number 4 Reused: Object
C15 Number 4 Object Unit Test
C16 Number 4 Programmer Integration Level
A Thread may be implemented by one or more Iteration. 
Therefore, Iteration table is needed to record this
i
information. Iteration table describes status information
about the iteration. Thread ID and Iteration,ID are the
primary keys of Iteration table, see Table 2.9.
Table 2.9. Iteration Table 1 >
Field Name Type Length Description
Thread ID varchar 10
The thread ID 
of the iteration 
(Primary key component)
Iteration
ID varchar 10
The iteration ID 
of the iteration 
(Primary key component
Weight float 4 The weight of the iteration
An Iteration can have up to seven Iteration Phases. As 
shown in Figure 2.1, Iteration Phase is an entity so an
Iteration Phase table is needed. Iteration Phase table
store the progress and document URL of each iteration 
phase. The data type of these four columns is varchar.
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Iteration table uses Iteration ID and Phase as primary
keys. The Iteration table is shown in Table 2.10.
Table 2.10. Iteration Phase Table
Field Name Type Length Description
Iteration
ID varchar 10
Iteration ID 
of the iteration phase 
(Primary- key component)
Phase varchar 10
The phase of 
the iteration phase 
(Primary' key component) ■
Progress float 4 ' The progress ofthe iteration phase
Document
URL varchar 200
The document of 
the iteration phase
Database Access '
Using the database links created between the two
Oracle databases, the RMT interface can access the
databases remotely via the local database. Moreover, each
table in the Oracle database installed in rmt.ias.csusb.edu
server has a snapshot in the Oracle database installed in 
give2you.net server. j
The snapshot is the redundant data for the remote
database (rmt.ias.csusb.edu) and is stored in the local 
database server (give2you.net) . By using'these snapshots, 
it will be more efficient than accessing the data directly
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from the remote database (rmt.ias.csusb.edu). In addition,
once the remote database is down, these snapshots will
still have the redundant data for backup; However,
Microsoft SQL Server installed on give2ydu.net uses JOBS 
class to access its own databases directly...
Software Architecture
The user interface of RMT is developed using Java 
programming language. In order to gain the best
compatibility, the connection interface between the user
interface and the databases is developed using JDBC class, 
which is a member of the Java programming language family.
There are ten classes (Figure 2.2) used in the multi­
database project. Each of the ten tables has its own class 
to insert or retrieve data from the databases. SQLBridge 
class use ConnPool to open or close database-. Every class 
extends from SQLBridge class to execute a .SQL statement.
SQLbridge is used for executing all .’the SQL 
statements. This class has four purposes: connecting to a 
database, executing a SQL statement, receiving and
processing the result, and closing a database connection.
ConnPool is used to make a connection pool, and every 
request for database must go through it. In other words,
each request for database does not establish its own
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Figure 2.2. Class Diagram
*
connection. In this way, we can reduce the number of 
connections established and make the system more efficient.
The maximum number of connections that can be opened
simultaneously is three. Once the fourth request comes in,
it has to wait until one of these three connections has
been returned back to the connection pool.
The rest of the classes are used to access the
appropriate table. Each of these classes, has insert(), 
delete (), update(), and select() methods to retrieve or
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update data. If some errors occur while executing any of 
these methods, an error message is returned.
Detailed Design
This section will list all ten classes with their
class diagram. See Appendix A for the pseudocode of all the
methods in each Class.
ConnPool Class
The purpose of ConnPool class (Figure 2.3) is to make
a connection pool.
ConnPool
private
private
private
private
private
private
private
Vector freeConnections 
Hashtable boundConnections 
String driveName
String jdbcURL 
String username 
String password 
int maxConnections
public
public
public
public
public
public
.public
public
public
public
public
ConnPool() 
void closeDB()
synchronized Connection getConnection() 
void openDB()
synchronized void returnConnection() 
void setConnectionSwitch() 
void setMaxConnextions() 
void setDriverName() 
void setjdbctJRLO
void setUserName() 
void setPassword()
Figure 2.3. ConnPool Class Diagram
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SQLBridge Class
The purpose of SQLBridge class (Figure 2.4) are to 
open a database, execute SQL statement, get execute result,
and close a database.
SQLBridge
private
private
private
private
private
private
private
private
private
private
ConnPool connPool 
Connection conn 
ResultSet rs 
ResultSetMetaData rsmd 
Statement stmt 
String driverName 
String jdbcURL 
String username 
String password 
String errMsg
public SQLBridge() 
private void clearResult() 
public void closeDBO 
public int execSQL() 
public ResultSet execRecordQ 
public void execUpdate() 
public int getColumnCount() 
public Sting[] getColumnNames() 
protected object getField() 
public Object getField() 
public String getFie]_dString () 
public Boolean nextRow() 
public void setErrMsgO 
public String getErrMsg() 
public void openDB() 
public void setConnectionSwitch() 
public void setConnPool() 
public void setDriverName() 
public void setJdbcURLO 
public void setUserName() 
public void setPassword()
Figure 2.4. SQLBridge Class Diagram
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Project Class
The purpose of Project class (Figure 2.5) is to 
provide delete, insert, update and select functions to 
manipulate the data in the Project table.
private
private
private
private
private
Proj ect
String PROJECTED 
String PROJECT_NAME 
String STARTING_DATE 
String ESTIMATE_DURATION 
String PROGRESS
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
void Project() 
void setPROJECT_ID() 
void setPROJECT_NAME() 
void setSTARTING_DATE() 
void setESTIMATE_DURATION() 
void setPROGRESS()
String getPROJECT_ID() 
String getPROJECT_NAME() 
String getSTARTING_DATE() 
String getESTIMATE_DURATION 
String getPROGRESS() 
int inert()
int delete()
ResultSet selectRecord() 
void select() 
int update()
)
Figure 2.5. Project Class Diagram
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Assignment
private String 
private String 
private String 
private String
PROJECT_ID
EMPLOYEE_ID
THREAD_ID 
POSITION ID
public void Assignment() 
public void setPROJECT_ID() 
public void setEMPLOYEE_ID() 
public void setTHREAD_ID() 
public void setPOSITION_ID() 
public String getPROJECT_ID() 
public String getEMPLOYEE_ID() 
public String getTHREAD_ID() 
public String getPOSITION_ID() 
public int inert()
public int delete ()
public ResultSet 1 selectRecord()
public void select()
public int update()
Figure 2.6. Assignment Class Diagram
Assignment Class
The purpose of Assignment class (Figure 2.6) is to 
provide delete, insert, update and select functions to
manipulate the data in the Assignment table.
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Personnel
String EMPLOYEE_ID 
String FIRST_NAME 
String LAST_NAME 
String USER_PASSWORD 
String EMAIL 
String PHONE1 
String PHONEY 
String PASS_PHRASE______
void Personnel() 
void setEMPLOYEE_ID() 
void setFIRSTJNAME() ■ 
void setLAST_NAME() 
void setUSER_PASSWORD() 
void setEMAIL() 
void set PHONE1O 
void set PHONE2() 
void setPASS_PHRASE() 
String getEMPLOYEE_ID() 
String getFIRST_NAME() 
String getLAST_NAME() 
String gsetUSER_PASSWORD() 
String gsetEMAILO 
String gset PHONE1()'. 
String gset PHONE2()
String gsetPASS_PHRASE() 
boolean passCheck() 
int inert()
int delete()
ResultSet selectRecord() 
void select() 
int update()
private
private
private
private
private
private
private
private
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
Figure 2.7. Personnel Class Diagram
Personnel Class
The purpose of Personnel class (Figure 2.7) is to 
provide delete, insert, update and select functions to 
manipulate the data in the Personnel table.
35
Thread
private
private
private
private
private
private
String PROJECT_ID 
String THREAD_ID 
String PROGRESS 
String EMPLOYEE_ID 
String CURRENT_ITERATION 
String MONTHER THREAD
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
void Thread()
void setPROJECT_ID()
void setTHREAD_ID()
void setPROGRESS()
void setEMPLOYEE_ID()
void setCURRENT_ITERATION()
void setMOTHER_THREAD()
String getPROJECT_ID()
String getTHREAD_ID()
String getPROGRESS()
String getEMPLOYEE_ID()
String getCURRENT_ITERATION() 
String getMOTHER_THREAD() 
int inert()
int delete()
ResultSet selectRecord() 
void select() 
int update ()
Figure 2.8. Thread Class Diagram
Thread Class
The purpose of Thread class (Figure 2.8) is to provide 
delete, insert, update and select functions to manipulate
the data in .the Thread table.
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Programmer Checklist
private String THREAD ID
private String EMPLOYEE ID
private String ITERATION ID
private int Cl
private int C2
private int C3
private int C4
private int C5
private int C6
private int 07
private int C8
private int C9
private int CIO
private int Cll
private int C12
private int C13
private int C14
private int C15
private int C16
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
■public
public
public
void Programmer_checklist()
void setTHREAD_ID()
void setEMPLOYEE_ID()
void setITERATION_ID()
void setCl()
void setC2()
void setC3()
void setC4()
void setC5 ()
void setC6 ()
void setC7 ()
void setC8 ()
void setC9()
void setClO ()
void setCll()
void setC12()
void setC13 ()
void setC14 ()
void setC15 ()
void setC16()
String getTHREAD_ID()
String getEMPLOYEE_ID() 
String getITERATION_ID() 
int getCl()
Figure 2.9. Programmer_Checklist Class Diagram
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public int getC2()
public int ,getC3 ()
public int getC4()
public int getC5 () r
public int getC6()
public int getC7()
public int getC8()
public int getC9()
public int getClO ()
public int getCll()
public int getC12()
public int getC13()
public int getC14 ()
public int getC15()
public int getC16()
public int inert()
public int delete()
public int delete()
public int delete ()
public ResultSet selectRecord(
public void select()
public int update()
Figure 2.9. Programmer_Checklist Class Diagram (cont.)
Programmer Checklist Class
The purpose of Programmer_Checklist class (Figure 2.9) is 
to provide delete, insert, update and select functions to 
manipulate the data in the Programmer_Checklist table. ■
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Position
private String POSITION_ID 
private String DESCRIPTION 
public void Position() 
public void setPOSITION_ID() 
public void setDESCRIPTION() 
public String getPOSITION_ID(). 
public String getDESCRIPTION() 
public int inert()
public int delete() 
public ResultSet selectRecord() 
public ResultSet selectRecord() 
public void select()
public int update()
Figure 2.10. Position Class Diagram
Position Class
The purpose of Position class (Figure 2.10) is to
provide delete, insert, update and select functions to 
manipulate the data in the Position table.
Iteration Class
The purpose of Iteration class (Figure 2.11) is to 
provide delete, insert, update and select functions to 
manipulate the data in the Iteration table.
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Iteration 
String THREAD_ID 
String ITERATION_ID 
String WEIGHT_________
void Iteration() 
void setTHREAD_ID() 
void set ITERATION_ID() 
void setWEIGHTO 
String getTHREAD_ID() 
String getITERATION_ID0 
String getWEIGHT () 
int inert() 
int delete()
ResultSet selectRecord() 
void select() 
int update()
private
private
private
public
public
public
public
public
public
public
public
public
public
public
public
Figure 2.11. Iteration Class Diagram
Iteration Phase
private String ITERATION_ID 
private String PHASE 
private String PROGRESS 
private String DOCUMENT URL
public void Iteration_phase() 
public void setITERATION_ID() 
public void setPHASE() 
public void setPROGRESS() 
public void setDOCUMENT]) 
public String getITERATION_ID() 
public String getPHASE() 
public String getPROGRESS() 
public String getDOCUMENT() 
public int inert()
public int delete()
public ResultSet selectRecord()
public void select ()
public int update])
Figure 2.12. Iteration_Phase Class Diagram
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Iteration Phase Class
The purpose of Ieration_Phase class (Figure 2.12) is 
to provide delete, insert, update and select functions to 
manipulate the data in the Iteration_Phase table.
Thread Checklist Class
The purpose of Team_Checklist class (Figure 2.13) is 
to provide delete, insert, update and select functions to 
manipulate the data in the Thread_Checklist table.
Thread Checklist
private String THREAD ID
private String EMPLOYEE ID
private String LEVEL ID
private String ITERATION ID
private int Cl
private int C2
private int C3
private int C4
private int C5
private int C6
private int C7
private int C8
private int C9
private int CIO
private int Cll
private int C12
private int C13
private int C14
private int C15
private int C16
public void Thread_checklist() 
public void setTHREAD_ID() 
public void setEMPLOYEE_ID() 
public void setITERATION_ID() 
public void setLEVEL_ID()
Figure 2.13. Thread_Checklist Class Diagram
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public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
public
void setCl() 
void setC2() 
void setC3() 
void setC4 () 
void setC5() 
void setC6 () 
void setC7() 
void setC8() 
void setC9 () 
void setClO () 
void setCll () 
void setC12() 
void setCl3() 
void setC14 () 
void setC15 () 
void setC16 ()
String getTHREAD_ID()
String getEMPLOYEE_ID()
String getITERATION_ID()
String getLEVEL_ID()
int getCl()
int getC2()
int getC3()
int getC4 ()
int getC5()
int getC6 ()
int getC7 ()
int getC8()
int getC9()
int getClO ()
int getCll()
int getC12()
int getC13 ()
int getC14 ()
int getC15 ()
int getC16()
int inert()
int delete()
int update()
Figure 2.13 Thread_Checklist Class Diagram (cont.)
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Project Checklist Class
The purpose of Project_Checklist class (Figure 2.14) 
is to provide delete, insert, update and select functions 
to manipulate the data in the Project_Checklist table.
Proj ect Checklist
private String PROJECT ID
private String EMPLOYEE_ID
private int Cl
private int C2
private int C3
private int C4
private int C5
private int C6
private int C7
private int C8
private int C9
private int CIO
private int Cll
private int C12
private int C13
private int C14
private int C15
private int C16
public void 
public void 
public void 
public void 
public void 
public void 
public void 
public void 
public void 
public void 
public void 
public void 
public void 
public void 
public void 
public void
Proj ect_checklist()
setPROJECT_ID()
setEMPLOYEE_ID()
setCl()
setC2()
setC3()
setC4()
setC5()
setC6()
setC7()
setC8()
setC9()
setClO()
setCll()
setC12 ()
setC13()
Figure 2.14. Project_Checklist Class Diagram
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public void setC14()
public void setC15()
public void setC16()
public String getPROJECT_ID()
public String getEMPLOYEE_ID()
public int getCl()
public int getC2()
public int getC3()
public int getC4().
public int-getC5()
public int getC6()
public int getC7()
public int getC8()
public int getC9()
public int getC10()
public int getCll()
public int getC12()
public int getC13()
public int getC14()
public int getC15()
public int getC16()
public int inert()
public int delete()1
public int update()
Figure 2.14. Project_Checklist Class Diagram (cont.)
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CHAPTER THREE
SOFTWARE QUALITY ASSURANCE
Unit Test
Unit test is the initial step in the software testing
phase. The unit test focuses on the smallest functional
unit of design. This smallest functional unit can be
single class, a program, internal procedures, or
independent modules in an isolated test environment. In the
RMT Tool, the unit test includes some of the following
items to check each functional unit and ensure that all the
command buttons work as expected.
• Check normal and abnormal program termination
• Verify the handling of all valid input and type
• Verify the handling of error conditions
While this is an enormous task, unit testing generally 
yields the highest number of detected problems within all 
testing techniques. A loose and sloppy unit test will cost 
someone a great deal of time in later stages of integration
testing, system testing, and production usage. The results
of the unit- test for the RMT tool are listed in Table 3.1.
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Table 3.1. The Results of the Unit Test.
Forms Tests Performed Results
Authorization
• Verify the handling of data 
type
• Ensure Submit and Reset 
button work as expected
Pass
Main Menu
• Check the header label 
appearance
• Ensure all links works as 
expected
Pass
Create New 
Proj ect
• Verify the handling of data 
type
• Check the header label 
appearance
• Ensure Submit and Reset 
button work as expected
Pass
Browse
Current
Proj ect
• Check the choice box 
appearance
• Verify the handling of 
selection
• Ensure the link works as 
expected
Pass
Organization
• Check nodes position and 
drawing
• Check nodes labeling 
appearance
• Ensure image map works as 
expected
Pass
Documentation
• Check URL linkage
• Check document panel 
appearance
Pass
Thread Update
• Verify the handling of data 
type
• Check the header label 
appearance
• Ensure Submit and Reset 
button work as expected
Pass
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Table 3.1. The Results of the Unit Test, (cont.)
Iteration
Update
• Verify the handling of data 
type
• Check the header label 
appearance
• Ensure Submit and Reset 
button work as expected
Pass
Personnel
Information
Update
• Verify the handling of data 
type
• Check the header label 
appearance
• Ensure Submit and Reset 
button work as expected
Pass
Assign 
Personnel to 
Thread
• Check choice box items 
appearance
• Selection
• Check the header label 
appearance
• Ensure Submit and Reset 
button work as expected
Pass
Multi
Database
Management
• Check the data that retrieved 
from database
• Check the header label 
appearance
Pass
Integration Test
The integration of the RMT Tool takes individual
components and linking them with other components of the 
RMT Tool subsystems. The integrated system is the system to
be tested. Please see Table 3.2 for detail.
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Table 3.2. The Results of the Integration Test.
Components
Integrated Test Performed Results$
The RMT Tool 
forms and reports
Test the proper 
linkage between all the 
forms and report programs
Pass
The RMT Tool 
forms and their 
associated classes
Test the proper 
linkage between classes and 
the RMT Tool forms
Pass
System Test
After the Recursive Multi-Threaded Tool software is
completely unit tested and integration tested, and meets 
all functional and performance requirements, the final step 
in the system validation process is the system test. Since 
the Algorithma 2000 Project and Algorithma 2001 Project, 
which are projects in the CSCI 455 (Software
Engineering)course, were used for system testing. Data 
from the Algorithma 2000 and Algoritham 2001 were inputted 
into the RMT tool. The results from the system test 
provide actual information on how the RMT tool functions 
with the multi-database support.
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CHAPTER FOUR
EXAMPLE SESSIONS
This project used JSP pages to build the user
interface and used the JDBC classes to access the mult'i-
database. This chapter shows how the JDBC classes created 
in this project support the RMT Software Process Management
Tool.
File Edit View Favorites Tools Help . j
As shown in Figure 4.1, there are two frames in the
main window. The left frame is the menu page, which
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contains a "Whole Project" link and names of the three 
projects. The right frame contains a project detailed page, 
which displays the detailed information of the selected 
link. All information brought up in this user interface is
stored in the three databases.
By clicking on the link of whole project located in 
the left frame, the page will display the project 
information of these three projects in the right frame.
There is also a project link (the plus sign) placed in 
front of each project name as shown in Figure 4.2.
File Edit View Favorites Tools Help
©Back ’ © ’ ri >3 Search /^Favorites $$»M«Ja [£- 3 ’
"gjGo hrk-
RMT All Project Inforination
S aigorithma 2000 p] (
SpecifioationPlann
[ admin) - admin admin"
mifflX-P.R£«Earj sitisix 
m......
® algorithm? 2001 p? (
i sa
Specification?
| ® algorithm 2001 p8 (Personnel)
Internet
Figure 4.2. Information Window for Whole Project
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Clicking the project link, it will bring out the
detail of the threads and sub-threads contained in the
selected project. Figure 4.3 shows the structure image of
the threads and sub-threads within the selected project.
Exx%, which located after each phase name, stands for
estimated progress, which is computed from the Check
checkbox of the corresponding checklist page. Axx% stands 
for actual progress, which is generated from the Verify 
checkbox of the corresponding checklist page.
File Edit View Favorites Tools Help
@BacK - (j, y S] ^iy)search V Favortes ^>Mad,a 3 ZL ' J & 3
Address http://192.16B. 1.100/RMT/login.jsp ; 4
MIT Project Name: algorftJvKW 20Q0pi Project Leader: Kerry McDonald
f admin 2-adniin admin
■ESZ'ZZ
Specification
i’irrioierc,
Planning ™J™_.
.Mal/sr
sKwfithma 29X3
.(gh<£2you.f«rOracJe) • , '
Authoring (Personnel) Il(E75.0%,A52.0o/o)
SpeeificatioilPlannning;i .
Analysis
Mula-Diraenrional Airav (Personnel) Il(E62.5°/c,A56.0%)
, i t ft n t3 ti 0 n,!SpeeificationiPlannriing—
[(Analysis
Pointers (Personnel) TTfE50.fi%,A50.0%)— OCT
O«gn _
Analysts
SpecifioationiPlannninu
Compound Logic. . i • ' Personnel) IT(E87.5%.A50.0%)
^Specification Plannnim
JArtaJysas.:
Recursion (Personnel) Il(E100.Q%,A5Q.Q%)
Sp.el.ica.ionknnn.n,, ' B__ i _  fAnalysis >.:• ’>1
j. r»... ti/t:i QQ nnz a cn e»n/\
Figure 4.3. Single Project View
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The project or thread name is also a link. Selecting a 
project or a thread will bring up the detailed information 
about that project or thread. In the right frame of the 
window shown in Figure 4.4, we see the information table
for the selected thread.
File Edit View Favorites Tools Help
jS/0^ ’ Li 14 Search ^Favorites
Sddress]® htlp:/;i92.168.1.100, RMT/logln.jsp ______________
Thread Information
[ admin-] - admin admin
MULTI-DATABASES? ,
j jSI add protect
"|>v«2yw nel Ontfe)
^ilsread ID V* 00011
Authoring
alg20d0pl
[progress ,75
ll'klitl ' < tr'i
j.:
1
i. . t '.
1
[Mother Tnread 0
». - http://web.csusb.edU/public/class/cs455 l/winter2000/docs/srs/prototype2/srsp2v2.html#2.2
[Planning httpJ7web.csusb.edu/public/class/cs455 l/winter2000/docs/spmp/prototype2/spmp ver2.htail
[Analysio http7Zgive2you.net/RMr/links/algpl AuthAnalysis.html
http://web.csusb.edu/pubhc/class/cs455 l/winter20Q0/docs/mit/umVprototype2/detailed design/authoring/Iogicalviev
[Implementation http://web.csusb.edu/public/class/cs455 l/winter2000/docs/rmt/rmt/sourcepages/array.html
- http://gjve2you.net/RMT/links/algplAuthTesting.html
[Actual ''
..'
0,52
[ Change Information ~) [ Delete Thread f~~Add Sub-TTiread | j Add Iteration
$11 Done T Internet
Figure 4.4. Thread Information Page
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Pushing the "Change Information" button located below 
the information, table,' the update page will be brought up 
in the right frame as shown in Figure 4.5. In this page, 
users can easily change the information for that selected 
project or thread.
File Edit View Favorites Tools Help
*** ’ © 13 3 yOsearch S^Favontes ^Medu j v Q # 4J-
r[ghtlp:tfl92.16B.l.'i0OfRMT;iog:n:j5p ■' .................... '' .
iuur Thread Information
:(admin ] - admin a'drnin.
MMUT-PATABfiSES ‘
T{b«j1 3dtl PK?l«rt •
iioo,,itbn.a p i
(grve2you,n<d.O.-.as!<i>
|aJg2COOp1;j ; . . ■ . - , • , ; (J ;
[Project Name» > lalgonthma2000 p1 . | "... ’ ; . . . \ , •
|Sti / ■ 9' - J j . .. : ... ’ ■■ . -■ - ”■ ' ■■■ J
|Es > 180 - rDays ,.
, i ' ■ - :■
[SpSificIh^' 'S?®? http7Aveb.csusb.edu/public7class/cs455 1/winter2CD0/docs/srs/prototype2/srsp2v2.html •
MS ihttp:/Aveb.csusb.edu/public/class/cs455 1Zv'4nter2Ct00/docs/spmp/prototype2/spmp ver2.htmI
ihttp:Z/give2you.net/RMT/links/a[gp1Analysis.html- -
[Dcsjgn ;http7Atfeb.c$usb;edu/public/class/cs455 1Avinter2Q00/dbcs/rmtAjml/prototype2/architectureal desii
ppipl«nen^op ;http7/give2you.neVRMT/links/aIgpllmpLhtml . ’ . • ‘J
ihttp7/give2you,net/RMT/link8/algp1T8sting'.html/ ' ‘:
[ Update j
Internet'?
Figure 4.5. Update Thread Information Page
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As shown in,the Figure- 4.3,- there ■ is a Personnel link 
followed by the thread name. Clicking on this link, if will
list all the-team members■who■worked on that thread. As
shown in Figure- 4.i6, the Thread Members table does not only
list the team members' name but also the team leader's name
and who is the management liaison., ■
File - Edit View Favorites Tools Help ; •
JtMedla ;
:‘Addr*;f-5. ://give2you,net/RMT/Frame.htm -
Thread Members
{ admin],-admin admit)
. add
• add personnel, ‘
fetl<;m,‘hTO ZBO pi 
(8Jve2y*>u.n«tOwele}, .
[Team Leaders *5*- RvanJafcksoh • - • ; ■ • - - . \ ■ Check-List ®
[SuS/Team I&iders vichiun kuo ‘ .. Check List
[Sub-Team Leaders' Juan Castaneta' ■ • '• ' ‘ ■ ■ .■ .-s . Check List ©
OiivenNauven ' • • . ' Check List ©
[Team Members J, £ ■ GinoBarabani -- ... • ' . - ■' . ’ - CheckList
[TS^mMrarib’ers’Wit- Tei Aulakh - Check List
iTeam MembcrsWV^* sV * - RasiBurhum ? j’Ti . h CheckList
[Te?jn Memberslil8r Mike Sauce do - , ' Check List
11’> -in ’ . MichaelBrown -- . '■ '• 5 r '. - .‘ CheckList
|Team Members Juan Castaneta •' ' - • ■ , . • . • Check List
.Add Personnel
■' 4
j Internet ?
Figure 4.6.,Thread Members Page
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The name link provided by Thread Members page will 
display the Personnel Information table of the selected 
member in the right frame (Figure 4.7).
Figure 4.7. Personnel Information Page
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Clicking.on the check List link on the Thread Members 
page (Figure 4.6), the Checklist of.Team Leader .page will 
appear on the right frame of the window as shown in Figure 
4.8. The Check checkbox is checked by the team leader and
Verify checkbox is checked by the project leader.
. File Edit View Favorites Tools Help
©Back ’ Q S3 @|/)search ti?Favontes
Adonis? j^jhttp!//www.glve2YQU.net/RMT/Io9ln.)sp
xur
The Checklist of Team Leader
Requirement Analysis
[sdittin]-adminadrnin i
tALGOftiTHKAI SINGLE PB I
Mrt protect •
j0 -{0. (Study and Understand SRS/ .
^Specify Team Level Requirement '
Planning .............
S] fetudy and Understand SQA
0 (Team Level Development Schedule Based on SPMP
0: JOrganize Programmers Based on SPMP';.
Analysis
|0 Decomposing Object "i . ;
|0 ,| 0 • Class Diagram . - ’ , ■ . '
(0 fa Component Diagram
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The overall progress is computed from two actual 
progress of two projects. The detailed information of two 
project is shown in Figure 4.9.
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Figure 4.9. Overall Progress Page
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Clicking on the Specification phase of each thread or 
project located in any thread or project information page, 
will link to the software requirements specification of 
that thread or project. As an example, Figure 4.10 shows 
the Algorithma 2000 SRS - Prototype 2.
Figure 4.10. Specification Page
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In any thread or project information page, the 
Planning phase of each thread or project is linked to the. 
Software' Project, Management, Plan of'that thread or project, 
see Figure 4.11.
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Figure 4.11. Planning•Page
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Through the Analysis phase link provided in any thread 
or.project information page, users can obtain the analysis 
of that thread or project. Figure 4.12, shows the sequence 
diagram used in Algorithma 2000 in the right frame.
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Figure 4.12. Analysis Page
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Using the Design phase link of each thread-or project 
placed in.any thread or project information, page, the 
design of that thread.or project will be displayed in the 
right frame of the window, see Figure 4.13.
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Users can access the
(Figure 4.14).of a thread 
phase link of' each thread
implementation information 
or project by the Implementation 
or project.
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Figure 4.14. Implementation Page
62-'
Finally, this user interface includes the Testing 
phase link of each thread or project that allows the users
to view the test cases used for the desired thread or
project. Figure 4.15 shows an example of the testing page.
File' Edit View Favorites Tools Help
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||H This section contains the three checklists which are used for quality assurance for Brute Force Applet.
Table A.l Architecture Review Checklist
Puxpose To guide you in conducting an effective architectural design
Complete Ensure that the requirements and specifications are completely 
coveredbythe architecture:
- all specified inputs are shown
Done
Logic Verify that hierarchies are in order. Done
SpecialCases Incorporate special cases into UML design, handling unexpected 
scenarios.
Done
Functional Use Verify that allmethqds are fully documented. .
Verify, that all externally referenced abstractions are precisely 
defined. •
Done
Names Verify that
- all special names and types are clear or specially defined..
- the scopes of all variables and parameters are self-evident 
or defined.
- all named objects are used within their declared scopes. Done'
i Internet
Figure 4.15. Testing Page
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CHAPTER FIVE
MAINTENANCE MANUAL
Source Code
In the multi-database project, there are twelve HTML
pages, twelve JSP pages, ten JAVA files and two SQL files.
All the source files' are stored in the attached disk. The
/http directory contains all JSP and HTML pages. The sql 
statement files are stored in /sql directory. All JAVA 
files are put in the directory /java. The directory
/document stores all word files.
Here is the list of the source files.
• Frame.htm
• Detail.jsp
• Project_menu.jsp
• Testdb.jsp
• WholeProject.jsp
• Personnel_detail.jsp
• proejctProp.jsp
• threadProp;jsp
• threadProp.jsp
• Sql4sqlServer.sql
• Sql4oracle.sql
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Re-Compile
The source code can be re-compiled whenever there 
had been a change in any of the source files.
First of all, we need to specify the path where
the command "javac" looks up the classes needed to run
"javac," or referenced by other classes that is
running "javac." If there are more than one directory, 
use semicolons to separate the directory names. It is 
often useful for the directory containing the source
files to be on the class path. Moreover, users should
always include the system classes at the end of the
path. For example:
javac -classpath .;C:\users\dac\classes;
C:\tools\java\classes
Then change the directory to the one that holds the 
class or classes that need be to re-compiled. After
changing the directory path, type the following command:
javac filename.java
r
Installation Process
There four major steps in the installation process.
The first step is to store all the HTML and JSP files under 
the root directory of the Web server. Second, create a 
database instance in the database being used. Then start
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the sql script. For Microsoft SQL server, run
Sql4sqlServer.sql in Query Analyzer. As for Oracle
database, run Sql4oracle.sql script in the sqlplus console 
The final step is to store all the JDBC classes under the
directory that was defined in the class path of the Web
server.
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CHAPTER SIX
CONCLUSION AND FUTURE DIRECTION
Currently, any organization that uses the relational 
database management system (RDBMS) probably runs multiple 
databases. Different databases may be associated with 
particular business functions, aligned with geographical 
boundaries, or accessed the same data in different ways, 
e.g., an order entry database whose transactions are 
aggregated and analyzed in a data warehouse. Usually, these
databases are stored on different servers, which may be
located at the same site or a continent away. With multi­
database, data stored in multiple databases is accessible 
just as if it were stored in a single database.
Without this project, multi-database, the RMT software
process management tool can only run on single server and 
use only one centralized database. With this multi- 
database, RMT not only can be run on different servers but 
also can be accessed by different software, development 
teams located in geographically different locations. •
There are three main functionalities provided by the
multi-database project. One is to allow RMT users to
create, delete, update and retrieve project, thread, 
personnel and iteration information from the database. The
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second function is to support multiple sites showing only a 
single RMT hierarchical tree. In other words, an RMT 
project can store its information in different databases in
different location. Once an RMT user wants to use data that
is -not stored in the local database, RMT can get the
appropriate information from the corresponding remote site
through the multi-database support. The third function is
to let RMT link to the Personnel Software Process (PSP)
method into the RMT process management tool. PSP can get
more accurate data of a programmer's working progress. We
can get more correct working progress of threads or a whole
project once we use PSP instead of checklists.
The multi-database architecture was developed mostly
for RMT prototype. Therefore, it can be improved for 
further development of the RMT tool. For. example, changing
from multi-database to distributed database, which can
allow the task of a project or a thread to be divided into 
different locations, where each location may use different
kinds of databases. Another improvement is providing more
bean classes for RMT interface to allow users to have more
control through the interface. Furthermore, providing an
auto install program, which will copy all files into the
proper directory and run the suitable sql script
automatically. .
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After implementing this Master Project, I have learned 
how to write JSP pages and become familiar with JSP.
Indeed, I have obtained a lot of experience on installing 
and setting up of both Oracle database and Microsoft SQL
Servers. I have also learned to create database link and
snapshot. Since I used JRUN on the Web server, I have
learned how to configure it. I can use Java Database 
Connectivity (JDBC) to access Oracle and MS SQL server
database very well.
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APPENDIX A
PSEUDO CODE
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public class ConnPool
{
set the default Max Connections to 2 ; 
set the Vector for freeConnections ; 
set the Hashtable for boundConnections ;
closeDB() orovides to free all object and close database 
{
if(boundConnections is not null){
clear all the elements and close all the connections 
then set boundConnections to null; }
if(freeConnections is not null){
clear all the elements and close all the connections 
then set freeConnections to null; }
}
getConnection() gets connection from connection pool 
{
if(freeConnections is null)
The connection pool has not been established yet.; 
if(boundConnections still contain running threads)
Cannot get connections over once for this current running thread 
if(freeConnections.size() is 0)
call wait();
}
openDB() opens database and setup connection pool
{
set max connections to three ; 
for( i=0 ; i<maxConnections ; i++)
allows client to establish the connection
}
returnConnection() returns connection to connection pool 
{
if( conn is null)
The connection which this current running thread got is not found 
The return the connection to pool
}
setConnectionSwitch():On is to open database
Off is to close database
{
if(on_off.equalslgnoreCase("ON") is true) 
call openDB();
else if(on_off.equalslgnoreCase("OFF") is true) 
call closeDB();
}
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provide setMaxConnections() to set max connection number 
provide setDriverName() to set driver name 
provide setJdbcURLO url
provide setUserNameO to set username
provide setPasswordO to set password
)
public class SQLBridge
{
set ConnPool connPool; Connection conn ; ResultSet rs ; ResultSetMetaData 
rsmd ; Statement stmt;
in void clearResult() //clean all resluts 
{
set all results and SQL statement to null;
}
in void closeDBO //return connections to connection pool
{ . :
clearResultO ; 
if connPoolis not null 
{
connPool.returnConnectionO ; 
connPool=null;
}
else
{
if( conn is null)
This connection has been closed already.; 
if( conn.isClosedO is true)
This connection has been closed.; 
conn.closeO;
}
conn=null;
}
in int execSQLO // execute SQL statement and return a integer 
{
if( conn is null or conn.isClosedO is true),
This connection has not been established yet.;
if( sqIStmt is null)
SQL-statement is null.;
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Call clearResult() to clear all result sets;
Set conn.setAutoCommit() to true; 
set stmt = conn.createStatement(); 
if( SQL statement starts with "SELECT")
{
set rs = execute SQL statement starts with “SELECT” 
set rsmd = rs.getMetaData();
}
else
{
set numRow = execute SQL statement which starts with “UPDATE”, 
“INSERT” or “DELETE”;
call clearResult() to clear all result sets; 
return numRow;
}
}
in ResultSet execRecord() // execute SQL statement and return a result set 
{
if( conn is null or conn.isClosed() is true)
This connection has not been established yet.;
if( sqIStmt is null)
SQL-statement is null.;.
Call clearResult() to clear all result sets;
Set conn.setAutoCommit() to true ;
Set stmt = conn.createStatement();
Set ResultSet rsTemp;
Set rsTemp = execute “select” SQL statement; 
return rsTemp ;
}
in void execUpdate() //execute many SQL statements which start with 
“UPDATE”, “INSERT” or “DELETE” in one function 
{
if( conn is null or conn.isClosed() is true)
The connection has not been established yet;
if( sqIStmts is null or sqIStmts.length is 0 )
SQL-statement is null;
Call clearResult() to clear all result sets;
Set conn.setAutoCommit( false) to false;
for(int i is 0 ; i<total number of SQL statements ; i increase 1)
{
set stmt=conn.createStatement();
call stmt.executeUpdate( SQL statement) to execute SQL statement; 
call stmt.close();
}
call conn.commit() to commit all transactions;
}
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in int getColumnCount() //get the number of column
{ . ■ - . . . .. '
if( rsmd is null)
ResultSet is null.;
return rsmd.getColumnCount();
} ■
in String[] getCoiumnNames() //get column names
{ ' . - ,
if( rsmd is null)
ResultSet is null.;
return columnNames;
} -
in Object getField() // get the field value with original type or convert to String
if( rs is null or rsmd is null) , ' . .
ResultSet is null.;
switch( rsmd.getColumnType(column))
{
case Types is BIG1NT :
if( convertToString is true)
return String.valueOf( rs.getLong(column)); 
else -
return new Long( rs.getLong(column));
case Types is BINARY : 
if( convertToString is true)
return Byte.toString( rs.getByte(column)); 
else
return new Byte( rs.getByte(column));
case Types is BIT :
if( convertToString is true)
return String.valueOf(rs.getBoolean(columri)); 
else . .
return new Boolean( rs.getBoolean(column));
: case Types is CHAR :
return rs.getString(columh);
case Types is DATE : .
if( convertToString is true)
return (rs.getDate(column) ).toString(); 
else
return rs.getDate(column);
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case Types is DECIMAL : 
if( convertToString is true)
return (rs.getBigDecimal( column, 
rsmd.getScale(column)) ).toString() ;
else
return rs.getBigDecimal( column, rsmd.getScale(column));
case Types is DOUBLE : 
if( convertToString is true)
return String.valueOf( rs.getDouble(column)); 
else
return new Double( rs.getDouble(column));
case Types is FLOAT :
if( convertToString is true)
return String.valueOf( rs.getDouble(column)); 
else
return new Float( rs.getDouble(column));
case Types is INTEGER : 
if( convertToString is true)
return String.valueOf( rs.getlnt(column)); 
else
return new lnteger( rs.getlnt(column));
case Types is LONGVARBINARY : 
if( convertToString is true)
return (rs.getBinaryStream(column)).toString(); 
else
return rs.getBinaryStream(column);
case Types is LONGVARCHAR : 
return rs.getString(column);
case Types is NULL :
if( convertToString is true)
return "NULL"; 
else
return null;
case Types is NUMERIC : 
if( convertToString is true)
return (rs.getBigDecimal( column, 
rsmd.getScale(column)) ).toString();
else
return rs.getBigDecimal( column, rsmd.getScale(column))
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case Types is REAL :
if( convertToString is true)
return String.valueOf( rs.getFloat(column)); 
else
return new Float( rs.getFloat(coIumn));
case Types is SMALLINT : 
if( convertToString is true)
return String.valueOf( rs.getShort(column)); 
else
return new Short( rs.getShort(column));
case Types is TIME :
if( convertToString is true)
return (rs.getTime(column) ).toString(); 
else
return rs.getTime(column);
case Types is TIMESTAMP : 
if( convertToString is true)
return (rs.getTimestamp(column) ).toString() 
else
return rs.getTimestamp(column);
case Types is TINYINT : 
if( convertToString is true)
return String.vaiueOf( rs.getByte(column)); 
else
return new Byte( rs.getByte(column));
case Types is VARBINARY : 
if( convertToString is true)
return (rs.getBytes(column) ).toString(); 
else
return rs.getBytes(column);
case Types is VARCHAR : 
return rs.getString(column);
default:
if( convertToString is true)
return (rs.getObject(column) ).toString();
else
return rs.getObject(column);
}
}
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in Object getField() //input the number of the column and get the column 
value and don’t convert to String
{
return getField(column, false);
}
in Object getField() //input the name of the column and get the column value 
and don’t convert to String
{
return getField(rs.findColumn(fieldName) .false);
}
in String getFieldString() //input the number of the column and get the column 
value and convert it to String
{
return (String)getField( column, true);
}
in String getFieldString() //input the name of the column and get the column value 
and convert it to String
{
return (String)getField(rs.findColumn(fieldName) .true);
}
in boolean nextRow() //if rs is not null, return rs.next()
{
if( rs is null)
ResultSet is null.;
return rs.next() ;
}
int void openDB() //open database
{
if( conn is not null and conn.isClosed() is not true)
The connection has been established already.;
Call clearResult() to clear all result sets;
Call Class.forName( drvName) to set driver name;
Set conn=DriverManager.getConnection( url .uname .passwd ) to get 
connection;
}
public void openDB() //get connection from connection pool
{
if( conn is not null and conn.isClosed() is not true)
The connection has been established already.;
if( pool is null)
The connection pool cannot be found. ;
Call clearResultQ to clear all result sets;
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Set connPool=pool;
Set conn=connPool.getConnection() to get connection form connection 
pool;
}
in void setConnectionSwitch() //To open or close database depend on user’s . 
input (“ON” or “OFF”)
{
if( on_off.equalslgnoreCase( "ON") is true)
{
if( connPool is null)
call openDB( driverName, jdbcURL, username, password ) to first 
time open database;
else
call openDB( connPool) to get connection from connection pool and 
database has already be opened;
}
else( on_off.equalslgnoreCase( "OFF") is true)
call closeDB() to close database or return connection to connection pool;
}
in void setErrMsg(errMsg)//set error message to errMsg 
{
set this.errMsg = errMsg;
}
in String getErrMsg () //get error message from errMsg 
{
return this.errMsg;
}
provide setConnPool() to set connection pool 
provide setDriverName() to set driver name 
provide setJdbcllRL() url
provide setUserName() to set username 
provide setPassword() to set password
}
public class Project extends SQLBridge
{
//set value
provide setPROJECT_ID() to set project id; 
provide setPROJECT_NAME() to set project name; 
provide setSTARTING_DATE () to set starting date; 
provide setESTIMATE_DURATION() to set estimate duration; 
provide setPROGRESSQ to set progress;
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provide setSPECIFICATION() to set specification;
provide setPLANNING() to set planning;
provide setANALYSIS]) to set analysis;
provide setDESIGN() to set design;
provide setlMPLEMENTATION() to set implementation;
provide setTESTING() to set testing;
//get value
provide getPROJECT_ID() to get project id;
provide getPROJECT_NAME() to get project name;
provide getSTARTING_DATE () to get starting date;
provide getESTIMATE_DURATION() to get estimate duration;
provide getPROGRESS]) to get progress;
provide getSPECIFICATION() to get specification;
provide getPLANNlNG() to get planning;
provide getANALYSIS]) to get analysis;
provide getDESIGN() to get design;
provide getlMPLEMENTATION]) to get implementation;
provide setTESTING() to get testing;
public int insert]) //insert data into Project table
{
call super.execSQL(sql statement starts with “insert”) to execute sql statement; 
}
public int delete]) //delete data from Project Table with two input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains one input 
constraints) to execute sql statement;
}
public int delete]) //delete data from Project Table with four input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains two input 
constraints) to execute sql statement;
}
public int delete]) //delete data from Project Table with six input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains three input 
constraints) to execute sql statement;
}
public ResultSet selectRecord]) //retrieve data from Project Table with two input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains one input 
constraints) to execute sql statement;
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}public ResultSet selectRecord() //retrieve data from Project Table with four input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains two input 
constraints) to execute sql statement;
}
public ResultSet selectRecord()■ //retrieve data from Project Table with six input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains three input 
constraints) to execute sql statement;
}
public int update() //update data to Project Table with two input parameters 
{
call super.execRecord(sql statement starts with “update” and contains one input 
constraints) to execute sql statement;
}
public int update() //update data to Project Table with four input parameters 
{
call super.execRecord(sql statement starts with “update” and contains two input 
constraints) to execute sql statement;
' }
public int update()//update data to Project Table with six input parameters
call super.execRecOrd(sql statement starts with “update” and contains three 
input constraints) to execute sql statement;
} •
}
public class Assignment extends SQLBridge
{ '
//set value
provide setPROJECT_ID() to set project id; 
providesetEMPLOYEE_ID()tosetemployeeid; 
provide setTHREAD_ID() to set thread id; 
provide setPOSITIONJDQ to set position id;
//get value
provide getPROJECT_ID() to get project id; 
provide getEMPLOYEE_ID() to get employee id; 
provide getTHREAD_ID() to get thread id; 
provide getPOSITIONJDQ to get position id;
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public int insertQ //insert data into Assigment table
{
call super.execSQL(sql statement starts with “insert”) to execute sql statement;
}
public int delete() //delete data from Assigment Table With two input parameters 
{
call super.execSQL(sql statement starts With “delete” and contains one input 
constraints) to execute sql statement;
} ,■ ; J -
public int delete() //delete data from Assigment Table with four input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains two input 
constraints) to execute sql statement;
}
public int delete() //delete data from Assigment Table with six input parameters 
{ '
call super.execSQL(sql statement starts with “delete” and contains three input 
constraints) to execute sql statement;
}
public ResultSet selectRecord() //retrieve data from Assigment Table with two 
input parameters 
{
call super.execRecord(sql statement starts with “select” and contains one input, 
constraints) to execute sql statement;
} '
public ResultSet selectRecord() //retrieve data from Assigment Table with four 
input parameters 
{
call super.execRecord(sql statement starts with “select” and contains two input 
constraints) to execute sql statement;
} • '
public ResultSet selectRecord() //retrieve data from Assigment Table with six input 
parameters
{. .
call super.execRecord(sql statement starts with “select” and contains three input 
constraints) to execute sql statement;
} .
public int update() //update data to Assigment Table with two input parameters 
{
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call super.execRecord(sql statement starts with “update” and contains one input 
constraints) to execute sql statement;
}
public int update!) //update data to Assigment Table with four input parameters 
{
call super.execRecord(sql statement starts with “update” and contains two input 
constraints) to execute sql statement;
}
public int update() //update data to Assigment Table with six input parameters
{ ■ '
call super.execRecord(sql statement starts with “update” and contains three 
input constraints) to execute sql statement;
}
}
public class Personnel extends SQLBridge
{
//set value
provide setEMPLOYEE_!D() to set employee id; 
provide setFIRST_NAME() to set first name; 
provide setl_AST_NAME() to set last name; 
provide setUSER_PASSWORD() to set password; 
provide setEMAIL() to set email; 
provide setPHONE1() to set phone!; ,
provide setPHONE2() to set phone2; !
provide setPASS_PHRASE() to set pass phrase;
//get value
provide getEMPLOYEE_ID() to get employee id; 
provide getFIRST_NAME() to get first name; 
provide getl_AST_NAME() to get last name; 
provide getUSER_PASSWORD() to get password; 
provide getEMAIL() to get email; 
provide getPHONEl() to get phone!; 
provide getPHONE2() to get phone2; 
provide getPASS_PHRASE() to get pass phrase;
public int insert() //insert data into Personnel table
. { ' , .. ., • ■ 3 < V
call super.execSQL(Sql statement starts with “insert”) to execute sql statement;
public int delete!) //delete data from Personnel Table with two input parameters
{ ...
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call super.execSQL(sql statement starts with “delete” and contains one input 
constraints) to execute sql statement;
}
public int delete() //delete data from Personnel Table with four input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains two input 
constraints) to execute sql statement;
}
public int delete() //delete data from Personnel Table with six input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains three input 
constraints) to execute sql statement;
}
public ResultSet selectRecord() //retrieve data from Personnel Table with two input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains one input 
constraints) to execute sql statement;
} •
public ResultSet selectRecord() //retrieve data from Personnel Table with four 
input parameters 
{ .
call super.execRecord(sql statement starts with “select” and contains two input 
constraints) to execute sql statement;
}
public ResultSet selectRecbrd() //retrieve data from Personnel Table with six input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains three input 
constraints) to execute Sql statement;
}
public int update() //update data to Personnel Table with two input parameters 
{
call.super.execRecord(sql statement starts with “update” and contains one input 
constraints) to execute sql statement;
}
public int update() //update data to Personnel Table with four input parameters 
{
call super.execRecord(sql statement starts with “update” and contains two input 
constraints) to execute sql statement;
} . ■
83
public int update() //update data to PersonnelTable with six input parameters
{ ■ ■
call super.execRecord(sqlstatement starts with “update” and contains three 
input constraints) to execute sql statement;
}
public boolean passCheck() //check user’s password
{ ' . . . /' i • '''
super.execSQL(sql statement constrains with employee id and password); 
if (found the record in database)
get FIRST_NAME from database; 
get LAST_NAME from database; : 
return true; ,
else //not found the record in dabase 
return false;
}
public class Thread extends SQLBridge
. {
//set value
provide setTHREAD_ID() to set thread id; 
provide setPROJECT_ID() to set project id; 
provide setPROGRESS() to set progress; 
provide setTHREAD_NAME() to set thread name; 
provide setTOTALJTERATION to set total iteration; 
provide setMOTHER_THREAD() to set mother thread;, 
provide setSPECIFIGATIONQ to set specification; 
provide setPl_ANNING() to set planning; 
provide setANALYSIS() to set analysis; 
provide setDESIGN() to set design; 
provide setlMPLEMENTATIONO to set implementation; 
provide setTESTING() to set testing;
//get value
provide getTHREAb_ID() to get’thread id;
provide getPROJECT_ID() to get project id; ,
provide getPROGRESS() to get progress;
provide getTHREAD_NAME() to get thread name;
prdvide getTOTALJTERATION to get total iteration;
provide getMOTHER_THREAD() to get mother thread;
provide getSPECIFICATION() to get specification;
provide getPLANNING() to get planning;
provide getANALYSIS() to get analysis;
provide getDESIGNO to get design;
provide setlMPLEMENTATIONO to set implementation;
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provide getTESTING() to get testing;
public int insertQ //insert data into Thread table
{
call super.execSQL(sql statement starts with “insert”) to execute sql statement;
}
public int deleteQ //delete data from Thread Table with two input parameters'
{
call super.execSQL(sql statement starts with “delete” and contains one input 
constraints) to execute sql statement;
}
public int deleteQ //delete data from Thread Table with four input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains two input 
constraints) to execute sql statement;
}
public int deleteQ //delete data from Thread Table with six input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains three input 
constraints) to execute sql statement;
}
public ResultSet selectRecordQ //retrieve data from Thread Table with two input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains one input 
constraints) to execute sql statement;
}
public ResultSet selectRecordO //retrieve data from Thread Table with four input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains two input 
constraints) to execute sql statement;
}
public ResultSet selectRecordQ //retrieve data from Thread Table with six input 
parameters 
{
call super.execRecord(sql statement starts with “select" and contains three input 
constraints) to execute sql statement;
}
public int updateQ //update data to Thread Table with two input parameters 
{
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call super.execRecord(sql statement starts with “update” and contains one input 
constraints) to execute sql statement;
} ' - \ , A , . ■ ' ■' ■'
public int update() //update data to Thread fable with four input parameters
{ ; '
call super.execRecord(sql statement starts with “update” and contains two input 
constraints) to execute sql statement;
} • ■ ? ? ' < , , —■ ■■ 
public int update() //update data to Thread Table with six input parameters
' ■ , ' .
call super.execRecord(sql. statement starts with “update” and contains three 
input constraints) to execute sql statement;
}
} , ‘
public class Thread_archive extends SQLBridge
{ . a a . ' '
//set value
provide setTHREAD_ID() to set thread id;
provide setPROJECT_ID() to set project id;
provide setPRQGRESS() to set progress;
provide setEMPLOYEE_ID() to set employee id;
provide setCURRENT_ITERATION() to set current iteration;
provide setMOTHER_THREAD() to set mother thread;
/get value
provide getTHREAD_ID() to get thread id;
provide getPROJECT_ID() to get project id;
provide getPROGRESS() to get progress;
provide getEMPLOYEEJPO to get employee id;
provide getCURRENT_ITERATIQN() to'get current iteration;
provide getMOTHER_THREAD() to get mother thread;
public int insertQ //insert data into Thread_arehive table
{ ' ■ ' -• ■ • ••• • " '
call super.execSQL(sql statement starts with “insert”) to execute sql statement;
} A '■ J . ' ' ' A ; ■ -
public int delete() //delete data from Thread_archive Table with two input 
parameters
{ . - ■
call super.execSQL(sql statement starts with “delete” and contains one input 
constraints) to execute sql statement;
} \
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public int delete]) //delete data from Thread_archive Table with four input 
parameters 
{
call super.execSQL(sql statement starts with “delete” and contains two input 
constraints) to execute sql statement;
}
public int delete]) //delete data from Thread_archive Table with six input 
parameters 
{
call super.execSQL(sql statement starts with “delete” and contains three input 
constraints) to execute sql statement;
}
public ResultSet selectRecord]) //retrieve data from Thread_archive Table with two 
input parameters 
{
call super.execRecord(sql statement starts with “select” and contains one input 
constraints) to execute sql statement;
}
public ResultSet selectRecord]) //retrieve data from Thread_archive Table with 
four input parameters 
{
call super.execRecord(sql statement starts with “select” and contains two input 
constraints) to execute sql statement;
}
public ResultSet selectRecord]) //retrieve data from Thread_archive Table with six 
input parameters 
{
call super.execRecord(sql statement starts with “select” and contains three input 
constraints) to execute sql statement;
}
public int update]) //update data to Thread_archive Table with two input parameters 
{
call super.execRecord(sql statement starts with “update” and contains one input 
constraints) to execute sql statement;
}
public int update]) //update data to Thread_archive Table with four input parameters 
{
call super.execRecord(sql statement starts with “update” and contains two input 
constraints) to execute sql statement;
}
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public int update() //update data to Thread_archive Table with six input parameters 
{
call super.execRecord(sql statement starts with “update” and contains three 
input constraints) to execute sql statement;
}
}
public class Position extends SQLBridge
{
//set value
provide setP0SIT10N_ID() to set position id; 
provide setDESCRIPTION() to set description;
//get value
provide getPOSITION_ID() to get position id; 
provide getDESCRIPTION() to get description; 
public int insert() //insert data into Position table 
{
call super.execSQL(sql statement starts with “insert”) to execute sql statement;
}
public int delete() //delete data from Position Table with two input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains one input 
constraints) to execute sql statement;
}
public int delete() //delete data from Position Table with four input parameters 
{
call super.execSQL(sql statement starts with “delete” and contains two input 
constraints) to execute sql statement;
}
public ResultSet selectRecord() //retrieve data from Position Table with two input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains one input 
constraints) to execute sql statement;
}
public ResultSet selectRecord() //retrieve data from Position Table with four input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains two input 
constraints) to execute sql statement;
}
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public int updateQ//update data to Position Table with two input parameters
{ , . . ■ ■'
call super.execRecord(sql statement starts with “update” and contains one input 
constraints) to execute sql statement;
} - . '■ '. _ ■■■ ■_ - . 7 ... ' ' 7 ..
public int updateQ //update data to Position Table with four input parameters
{ ' ' ■' ' ,• ' 7 ' •
call super.execRecord(sql statement starts with “update” and contains two input 
constraints) to execute sql statement; .
} 7 ; ... 7 ' / . 7 •.
public class Iteration extends SQLBridge . j
{. . 7' -''7. •; '7'\ \ '' ■ 7. ■
//set value . ■ .
provide setTHREADJDQ to set thread id; 
provide setITERATIONJDQ to set iteration id; , - ;
provide setWEIGHTQ to set weight;
//get value '
provide getTHREADJDQ to get thread id; 
provide getlTERATIONJDQ to get iteration id; 
provide getWEIGHTQ to get weight;
public int insertQ //insert data into Iteration table
{ ‘ „
call super.execSQL(sql statement starts with “insert”) to execute sql statement;
} ' ' ' j.-//' ■ ■ _ — f ' '■■-■7; '■ ; ' -.
public int deleteQ //delete data from Iteration Table with two input parameters
{ ’ ' 7 ■ ? 7 . 7 " 7.." ■ ■ • - ■. 7?,, - / ■
call super.execSQL(sql statement starts with “delete” and contains one input 
constraints) to execute sql statement;
public int deleteQ //delete data from Iteration Table with four input parameters
; call super. execSQL(sql statement starts with “delete” and contains two input 
constraints) to execute sql statement;
public int deleteO //delete data from Iteration Table with six input parameters
{ ■ "" . ■ -■ • ' v -7 7 7 .
call super.execSQL(sql statement starts with “delete” and contains three input 
constraints) to execute sql statement;
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}public ResultSet selectRecordO //retrieve data from Iteration Table with two input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains one input 
constraints) to execute sql statement;
}
public ResultSet selectRecordO //retrieve data from Iteration Table with four input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains two input 
constraints) to execute sql statement;
}
public ResultSet selectRecordO //retrieve data from Iteration Table with six input 
parameters 
{
call super.execRecord(sql statement starts with “select” and contains three input 
constraints) to execute sql statement;
}
public int updateO //update data to Iteration Table with two input parameters 
{
call super.execRecord(sql statement starts with “update” and contains one input 
constraints) to execute sql statement;
}
public int updateO //update data to Iteration Table with four input parameters 
{
call super.execRecord(sql statement starts with “update” and contains two input 
constraints) to execute sql statement;
}
public int updateO //update data to Iteration Table with six input parameters 
{
call super.execRecord(sql statement starts with “update” and contains three 
input constraints) to execute sql statement;
}
}
public class lteration_phase extends SQLBridge 
{
//set value
provide setlTERATION_ID0 to set iteration id; 
provide setPHASEQ to set phase;
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provide setPROGRESS()to set progress; 
provide setDOCUMENT_URL() to set document url;
//get value
provide getlTERATIONJD]) to get iteration id; 
provide getPHASE]) to get phase; 
provide getPROGRESS()to get progress; 
provide getDOCUMENT_URL() to get document url; 1
public int insert]) //insert data into lteratioh_phase table,
{ ■ ■■■ .
call super.execSQL(sql statement starts with “insert”) to execute sql statement;
} - ’ - •' ■- ' , ' ; . •
public int delete]) //delete data from lteration_phase Table with two input 
parameters
{ / ..
call super.execSQL(sql statement starts with “delete” and contains one input 
constraints) to execute sql statement;
} ■ '
public int delete]) //delete data from lteration_phase Table with four input 
parameters
{ , ■- - . . '' ‘ '
call super.execSQL(sql statement starts with “delate” and contains two input 
constraints) to execute sql statement;
} . ‘ - ,, ‘ '
public int delete]) //delete data from lteratidn_phase Table with six input 
parameters
{ . - ■
call super.execSQL(sql statement starts with “delete” and contains three input 
constraints) to execute sql statement;
} .
public ResultSet selectRecord]) //retrieve data from lteration_phase Table with two 
input parameters : >
{ '
call super.execRecord(sql statement starts with “select” and contains one input 
constraints) to execute sql statement;
:} •••'
public ResultSet selectRecord]) //retrieve data from lteration_phase Table with 
four input parameters
{ . ... ■ •
call sUper.execRecord(sql statement starts with “select” and contains two input 
constraints) to execute sql statement;
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public ResultSet selectRecord() //retrieve data from Iteration_phase Table with six 
input parameters 
{
call super.execRecord(sql statement starts with “select” and contains three input 
constraints) to execute sql statement;
}
public int update() //update data to lteration_phase Table with two input parameters 
{
call super.execRecord(sql statement starts with “update” and contains one input 
constraints) to execute sql statement;
}
public int update() //update data to lteration_phase Table with four input parameters 
{
call super.execRecord(sql statement starts with “update” and contains two input 
constraints) to execute sql statement;
}
public int update() //update data to lteration_phase Table with six input parameters 
{
call super.execRecord(sql statement starts with “update” and contains three 
input constraints) to execute sql statement;
}
}
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APPEDIX B
CHECK LIST
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• Project Leader
■ Requirement Analysis 
System Environment
Interface Definition
Human Resource/Engineering Requirement
■ Planning
Producing SQA
Producing SPMP
■ Analysis
Use Case Diagram 
Sequence Diagram 
Class Diagram
Component Diagram
Interaction Diagram
State Diagram
■ Design
Architectural Design
■ Implementation
Distributing Object Modules to Team 
Collecting Object Modules from Team.
■ . Testing
Team Level Unit Test
System Wide Integration Test
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• Team Leader
■ Requirement Analysis 
Study and Understand SRS 
Specify Team Level Requirement
■ Planning
Study and Understand SQA
Team Level Development Schedule Based on SPMP
Organize Programmers Based on SPMP
■ Analysis
Decomposing Object
Class Diagram 
Component Diagram
Interaction Diagram 
State Diagram
■ Design
Number of Objects Completed
Object Relation Definition
■ Implementation
Distributing Object Module to Programmer 
Collecting Object Modules from Programmer
■ Testing
Team Level Unit Test Done
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Team Level Integration Test
• Programmer
■ Requirement Analysis
Study and Understand SRS and SQA 
Specify Requirement for Object
■ Planning 
Programmer Level SQA
Programmer Level Development Schedule Based on SPMP
■ Analysis 
Modified Object 
Delete Object 
Added Object
Reused Object
■ Design
Object Pseudo Code
Object Design - Number of Completed :
■ Implementation
Modified Object
Delete Object 
Added Object
Reused Object
■ Testing
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Object Unit Test
Programmer Level Integration Test
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