The phylogenetic likelihood function is the major computational bottleneck in several applications of evolutionary biology such as phylogenetic inference, species delimitation, model selection and divergence times estimation. Given the alignment, a tree and the evolutionary model parameters, the likelihood function computes the conditional likelihood vectors for every node of the tree. Vector entries for which all input data are identical result in redundant likelihood operations which, in turn, yield identical conditional values. Such operations can be omitted for improving run-time and, using appropriate data structures, reducing memory usage. We present a fast, novel method for identifying and omitting such redundant operations in phylogenetic likelihood calculations, and assess the performance improvement and memory saving attained by our method. Using empirical and simulated data sets, we show that a prototype implementation of our method yields up to 10-fold speedups and uses up to 78% less memory than one of the fastest and most highly tuned implementations of the phylogenetic likelihood function currently available. Our method is generic and can seamlessly be integrated into any phylogenetic likelihood implementation.
Introduction
In phylogenetic analyses, such as maximum likelihood (ML) tree searches or Bayesian inference (BI), the repeated evaluation of the phylogenetic likelihood function (PLF) is by far the most costly operation. This is partially due to redundant calculations during the PLF evaluation that can be omitted. Accelerating the PLF is possible by taking into account that (sub-)trees with identical leaf labels (in our case nucleotides), identical branch lengths and the same model parameters always yield the same likelihood score or conditional likelihood values. Therefore, we can save computations by detecting repeating site patterns in the multiple sequence alignment (MSA) for a given (sub-)tree topology. From here on, we will refer to those repeating site patterns as repeats. Many phylogenetic inference tools such as PhyML [10] , RAxML [18] , ExaBayes [2] , and MrBayes [17] utilize two methods exploiting this property to reduce computations. The first commonly used method consists in evaluating only the likelihood of unique columns of an MSA. Assuming only one set of model parameters for the entire MSA (i.e., unpartitioned analysis), identical sites yield the same likelihood. Therefore, the likelihood can be calculated by assigning a weight to each unique site, which corresponds to the site frequency in the original MSA. In the documentation of PHYLIP [6] , Felsenstein refers to this method as aliasing (also frequently referred to as site pattern compression). The second standard technique for accelerating the PLF at inner nodes whose descendants are both tips (or leaves) is to precompute the conditional likelihood for any combination of two states. Since there is a small, finite number of character states, those precomputed entries can be stored in a lookup table, and queried when needed, instead of repeatedly recomputing them. These two techniques are standard methods and are incorporated in virtually must exhibit certain properties. First, the overhead incurred by finding repeats must be relatively small such that the overall PLF execution is faster. Second, the book-keeping overhead must be small such that it does not increase the PLF memory footprint. Third, the algorithm and the corresponding data structures must be flexible enough to allow for partial tree traversals. When evaluating new tree topologies via some tree rearrangement procedure (e.g., nearest neighbor joining, subtree pruning and regrafting), not all conditional likelihood vectors need to be updated. An efficient method for calculating repeats must take this into account and analogously only update the necessary data structures for the partial traversal (i.e., a subset of conditional likelihoods). Thus, the overall goal is to minimize the book-keeping cost for detecting repeats such that the memory usage and run-time is favourable. Furthermore, hardware related issues such as nonlinear cache accesses also need to be considered. For that reason, the absolute speedup of a new algorithm should be determined by using a highly optimized software for PLF calculations and not toy implementations.
We present a new, simple algorithm that satisfies the efficiency properties described above; it detects identical sites at any node of the phylogenetic tree and not only at the (selected) root, and thus minimizes the number of operations required for likelihood evaluation. It is based on our linear-time and linear-space (on the size of tree) algorithm for detecting repeating patterns in general, unordered, unrooted, n-ary trees [8, 9] . In order to obtain the desired run-time improvements, we present an adapted version of this algorithm for the PLF that reduces book-keeping overhead and relies on two additional properties of phylogenies as opposed to general multifurcating (or n-ary) trees. First, we assume a bifurcating (binary) tree. This assumption can be relaxed to allow multifurcating trees by using a bifurcating tree that arbitrarily resolves the multifurcations. Second, the calculation of the so-called conditional likelihood depends on the transition probability of one state to another. These probabilities are not generally the same for different branches in the tree. Thus, we only consider identical nucleotide patterns to be repeats if they appear at the tips of the same (ordered) subtree. We test the performance of our method against PLL [7] -a library derived from RAxML [18] -which offers one of the most highly optimized PLF implementation. In particular, we show that a prototype implementation of the PLF, that uses our method, consistently outperforms the PLL/RAxML PLF by a factor of 2 to 10. In addition, the memory requirements are significantly lower, with cases where up to 78% less memory is required in comparison to RAxML. For the theoretical part of this paper and the sake of simplicity, we assume that genetic sequences only contain the four DNA bases (i.e., A, C, G, T). The approach we present can be easily adapted to any number of states (e.g., degenerate DNA characters with gaps or protein sequence data). The data sets we use for benchmarking our method are empirical DNA data sets that do contain gaps and ambiguous characters.
Algorithm
First, we introduce the notation which we will use throughout the paper. A tree T = (V, E) is a connected acyclic graph, where V is the set of nodes and E the set of edges (or branches), such that E ⊂ V × V . We use the notation (u, v) ∈ E to refer to an edge with end-points u, v ∈ V and u,v to denote the associated branch length. The set L(T ) comprises the tip nodes. We use T u to denote a subtree of a (rooted) tree T rooted at node u.
The phylogenetic likelihood function
Before we introduce our method, it is necessary to give a brief description of PLF computations. The likelihood is a function of the states σ, the transition probabilities P for all branches, and the equilibrium frequencies of the states π = ∀s∈σ {π s }. The PLF can be further extended with additional parameters such as variable rates (denoted C) of substitution across sites (see for instance [22] ). In his seminal paper [4] , Felsenstein introduced the pruning algorithm for computing the PLF, which is a dynamic programming approach for computing the likelihood of a given tree T . The method iteratively computes all conditional (or partial) likelihoods L i,j u (s), that is, the Figure 1 : (a) Sites 1,2 and 5 form repeats at node w as they share the same pattern AC.Another repeating pattern is located at sites 3 and 4 (CG) for the same node. Note that, node u also induces a subtree with pattern AC at the tips. However, since branch lengths can be different than for the subtree rooted at node w, the conditional likelihoods may differ as well. Analogously, sites 2 and 5 are site repeats for node v as they have the same pattern CT, and hence the conditional likelihood is the same for those two sites. Finally, sites 2 and 5 form repeats for node u (ACCT). (b) Repeats are not necessarily substrings of MSA sites. For this particular tree topology, node v has two sets of repeats: sites 2 and 5 (ACT) and sites 3 and 4 (CGG). The repeats are not contiguous in the alignment columns. likelihood for a subtree rooted at node u, for site i and rate j, assuming the state at node u is s, via a post-order (bottom-up) traversal of the tree. Such a traversal always performs the first computation at a tip node and conducts computations at a node only after both its children were visited. Now, let us assume an MSA of n sites (columns) and m sequences constructed from s states (e.g., 4 for nucleotide data). The conditional likelihood L i,j u (s) of any tip node u ∈ L(T ) with the sequence x = x 1 x 2 . . . x n is defined as
In the case of data with ambiguities or gaps, we replace the conditions s = x i resp. s = x i with s ∈ x i resp. s / ∈ x i . In the case of inner nodes (i.e., u / ∈ L(T )), the conditional likelihood for site i and rate j is defined as
where P x →y (z) is the probability of state x changing to y in z units of time, and v and w are the two descendants of u. We write the conditional likelihood vector (CLV) entries for all rates and all possible states at a particular site i of node u as
Finally, the overall likelihood L for a rooted tree T with root node r is computed as
We evaluate the overall likelihood of an unrooted binary tree at branch (u, v) as
For more details on the PLF, see [5] . 
Site repeats
Let T u be the subtree of T that presents the evolutionary relationships among the taxa at tip nodes L(T u ). We denote the sequence of the i-th taxon x i = x i 1 x i 2 . . . x i n . Two sites j and k are called repeats of one another iff x i j = x i k for all taxa i, 1 ≤ i ≤ |L(T u )|, in T u . Next, we make two observations.
Observation 1 If two sites j and k are not repeats in some tree T u , then they are not repeats in any tree containing subtree T u .
Observation 2 Let u be a node whose two direct descendants (children) are nodes v and w. If two sites j and k are repeats in both T v and T w , then j and k are also repeats in T u .
Based on these two observations we can formulate the algorithm for detecting site repeats in binary phylogenetic trees. However, before we formalize the algorithm, let us consider Figure 1 again. From Observations 1 and 2, we see that the only repeating sites at the root node (node u), are sites 2 and 5. This is obviously correct, since both have the nucleotide pattern ACCT at the tips.
Calculating Repeats
The method we propose identifies site repeats at each node via a bottom-up (post-order) traversal of the tree, meaning that a node is processed once the repeats for its two children have been determined. Tip nodes maintain only the trivial repeats of all sites that show a common character (for DNA, A, C, G, or T, respectively). Therefore, the method always starts at an inner node whose two children are tip nodes. By construction, such a node always exists in any binary tree and assuming four nucleotide states, there are 16 possible combinations of homologous nucleotide pairs in the sequences of its two child nodes. To assign a unique identifier to each nucleotide pair, we use a bijective mapping τ :σ ×σ → {1, 2, . . . ,σ 2 }, whereσ corresponds to the set of observed states (4 for nucleotides, or 16 when considering ambiguities and gaps). The problem of identifying repeats is thus reduced to filling, and querying the corresponding entries in a list of CLVs. We outline the identification of repeats for the three possible cases. Figure 3 : Identifiers (here φ x ) are shown for every site of the alignment at every node in the tree. As we have already observed, sites 2 and 5 are repeats at node u, and thus, have been assigned the same identifier. For simplicity, identifiers at tip nodes are represented as nucleotide bases.
Tip-Tip case. Assuming that x v resp. x w are the sequences at the two children v and w of the
. This function assigns the same identifier to sites which are repeats in T u . Figure 2 illustrates the assignment of identifiers to combinations of nucleotides at the tips for the example in Figure 1 . The CLV entries are computed only once for each identifier at the parent node u, for example, the first time it is assigned to a site. By Observation 2, if a site i is a repeat of site j (i.e., both sites are assigned the same identifier), then the method can either (a) copy the CLV from site j (run-time saving), or (b) completely omit the likelihood value, since it can always retrieve it from site j (run-time and memory saving). Furthermore, by Observation 1, we know that each repeat is identified by this method.
Tip-Inner and Inner-Inner cases. We proceed analogously to detect repeats at nodes for which at least one child node is not a tip. Again, let u be the parent node and v and w the two child nodes for which we already computed all repeats. Further, let φ v (i) and φ w (i) be the respective identifiers of v and w at site i. We define the maximum values of φ v (i) and φ w (i) over all sites as vmax and wmax respectively. Those values represent the number of unique repeats at nodes v and w. Finding repeats at u is again simply a matter of filling the appropriate lists/matrices. Given vmax and wmax, there are at most vmax×wmax combinations at the sites. Figure 2c demonstrates the identifier calculation at node u for the example tree and MSA from Figure 1 . Figure 3 shows the combined overall result. Figure 4 outlines algorithm Repeats(u, v, w, φ), which calculates the CLV for node u given child nodes v and w, by taking into account site repeat information. Using algorithm Repeats, we can design the complete method which performs a post-order traversal over all nodes of tree T . For this, the tip nodes t j can be assigned constant identifier sequences that correspond to their respective DNA sequences. The actual nucleotides A, C, G, and T can simply be mapped to integers. Note that, in most (if not all) phylogenetic inference tools, nucleotides are encoded using the one-hot (also called 1 out of N) encoding, which ensures that the binary representations of their identifiers have exactly one bit set (e.g., A → 1, C → 2, G → 4 and T → 8). This is beneficial because the identifiers of ambiguities which are typically represented as disjoint unions of nucleotide codes, can be encoded as the bit-wise OR of the identifiers of the respective nucleotides. To simplify the method description, we discard ambiguities and only consider the four nucleotide bases. Hence, we use the encoding
Lookup Table Since our focus is on an efficient implementation of the algorithm, we need to consider some technical issues in more detail. First, matrix M (defined in algorithm Repeats) can,
Set an identifier for the site 14.
LH
Place likelihood entry in CLV 16.
else Site is a repeat 17.
CLV
Set site identifier 19. return CLV return CLV Figure 4 : The algorithm to compute the CLV of a parent node u. The most costly operation is the calculation of the CLVs, expressed here as L u (i) (see Equation 1 ). The algorithm minimizes the number of calls to this function by taking into account site repeats.
in the worst case, become quadratic in size with respect to the number of sites in the alignment. This is unfortunate, since filling M affects overall asymptotic run-time. However, in terms of practical space requirements, M can be allocated only once and subsequently be reused for each inner node. For that, a linear list clean with one entry per MSA site, can be used to keep track of which entries are valid, that is, contain identifiers assigned to sites of the current node, and which entries are invalid and contain identifiers assigned to the sites of a preceding node. After assigning an identifier i to a site of node u, which we store in the array M , for example at position d, we also store the pair (d, u) in array clean at position i. Later on, when we process a different node, say v, and by chance, decide to assign the same identifier i to some site, and again, by chance, the location for which we have to query matrix M is d, the element clean[i] helps us distinguish between valid and invalid records in M . Invalid records are equivalent to empty records and are overwritten. Further, in the actual implementation we limit the size of M to a constant maximum size. We implement this limit to adapt the impact of the quadratic complexity for filling M . In Section 3, Table 2 gives an overview of the size of M for different data sets. Since dynamically tuning the size of M to the data set can have a negative impact on the run-time and memory performance, the size of M is an input parameter. In addition, as M grows larger (i.e., we move closer to the root of the tree), it is less likely to encounter repeats in the alignment. Note that, at the CLV of the root, there will be no repeats at all, since they have already been removed by compressing MSA sites into patterns during MSA pre-processing. One may also consider the following alternative view. If M is an n×n matrix, where n is the number of sites in the alignment, there can be no repeats, as every site must, by construction, have a unique identifier. If at least two sites were repeats of another, the maximal identifier would be strictly less that n and thus, M would not be a n × n matrix. Thus, if the product of maximum identifiers for two child nodes at some node u (that is, vmax × wmax) exceeds our threshold for the size of M , we do not calculate repeats any more. Instead, the CLV entries are calculated separately for all sites as in standard [22] ) with 4 discrete rate categories. Thus, the memory footprint of a standard PLF algorithm for a MSA with n sequences of length m is 8 × 4 × 4 × (n − 2) × m bytes. On the other hand, storing the site identifiers at each node only requires a single, unsigned integer per site. Thus, the memory required for storing CLVs without compression is 4 · 4 = 16 times higher than that of the site identifier list. Thus, despite the fact that we need additional data structures, and hence space for keeping track of the site identifiers at nodes, the memory requirements (if we do not store unnecessary CLV entries) are smaller than those of standard production level tools [7, 18] . While the identifiers are not the only additional data structures required for the actual implementation of the algorithm, the above argument illustrates that storing fewer CLV entries can help to save substantial amounts of RAM. The overall algorithm, with memory savings and a bounded M , is given by algorithm Repeats-Full in Figure 6 . One main difference to the snippet of Figure 4 , is the introduction of a new array (maxid) which stores the maximal identifier assigned to each of the 2m − 1 nodes of the rooted tree T (assuming T has m tip nodes). Thereby, we eliminate the run time O(n) required for finding the maximal identifiers of the two child nodes (lines 3-6 in Figure 4 ) at the cost of Θ(m) memory. The second difference is that, we can no longer use the original set L u (i) for the CLV entries of a site i at a node u. This is due to the memory saving technique which omits the computation and storage of unnecessary CLVs as illustrated in Figure 5 . The problem is that the CLV of the two children may not reside at entries i because repeats might have occurred. Therefore, the new setL u (i) is defined aŝ
Repeats-Full(T, τ, tsize, x, n, m)
Post-order traversal of inner nodes 5.
Map nucleotides at tips to integers 6. for u in L(T ) do Iterate over all tip nodes u 7.
for i ← 1 to n do Iterate over all sites of sequence
Traverse all inner nodes in post-order 9. for u in P do Iterate through inner nodes 10.
v ← Left-Child(u)
Set v as the left child of u 11.
w ← Right-Child(u) Set w as the right child of u 12.
vmax ← maxid(v) Get maximal identifier of v 13.
wmax ← maxid(w) Get maximal identifier of w 14.
if vmax × wmax > tsize then Check if table size reached 15.
for i ← 1 to n do 16.
else we can still use site repeats 19.
ident ← 0 20.
for i ← 1 to n do 21.
mpos This observation holds by inspection. For a description of the general, linear-time and linear-space algorithm that identifies all repeats in arbitrary n-ary trees and forests see Section 3a of [9] . Since that algorithm relies on several sorting steps using bucket sort -a linear-time sorting method not based on the comparison model -, in practice, it could be slower than the method we present here, which only queries a lookup table. To compute all repeats, our method requires quadratic space (with respect to the number of sites) in the worst case, which, however, is allocated only once and re-used for each node. When less memory is allocated, our method skips repeats identification for nodes where the product of unique site repeats for its two child nodes is larger than the entries of the allocated lookup table (i.e., low number of repeats). This is advantageous, since the overhead of repeat identification for such nodes could potentially cancel out the run-time savings.
Computational Results
We implemented a prototype of our algorithm in a new, low-level implementation of the PLL [7] (which we refer to as LLPLL), that does not make use of the highly optimized PLF of PLL, but allows for a straight-forward implementation of our algorithm. To demonstrate the applicability of our method under different settings, we created two implementations; one suitable for dynamically changing topologies (SRDT) and one suitable for fixed, constant tree topologies (SRCT). The first variant (SRDT) assumes no prior knowledge of the site repeats of a tree topology, and therefore, computes them before each PLF call. This variation is required for tree space exploration as site repeats change every time the tree topology is modified. The second variant (SRCT) computes site repeats only once as apart of an initialization step. Assuming a constant, fixed topology, the PLF reuses the precomputed information from the initialization step at each invocation, as site repeats remain unchanged. This variant is suitable for applications where no tree exploration is performed, as for example in divergence time estimation [11] and model selection [1] , or during tree inference when parameters such as substitution rates or the α shape parameter of the gamma distribution are optimized.
To assess the performance of our method, we compared it with the sequential AVX-vectorized PLF implementation of the PLL which uses the same, highly optimized, PLF as RAxML. We selected PLL/RAxML because (i) it is our own code and hence we have a thorough understanding of it and (ii) it is currently among the fastest and most optimized PLF implementations available. This guarantees a fair comparison (i.e., determining the absolute speedup), and ensures that our method can truly be used in practice for speeding up state-of-the-art inference tools. We compare against two flavors of PLL; the plain version (we refer to it as PLL) and the memory saving SEV-based implementations of PLF (accessible using the -U switch in RAxML) which we refer to as PLL-SEV. The latter is faster and requires less memory than the former in the case of particularly gappy alignments [19] . In order to obtain an accurate speedup estimate of our method, we vectorized the LLPLL likelihood function using AVX instructions. However, since LLPLL is in an early development phase, the PLL is still faster by a factor of approximately 1.40 -1.45 than LLPLL (without site repeats), as we show further. Despite this fact, we show that using our method, the LLPLL in its current state outperforms both PLL and PLL-SEV by up to a factor of 10. Our prototype implementation is available at http://www.exelixis-lab.org/ web/software/site-repeats/.
Data sets. For performing the experiments we used a mixture of empirical and simulated DNA data sets which are summarized in Table 1 . All data sets contain gaps and ambiguous DNA characters. Table 1 also reports the percentages of gaps and site repeats in the alignments. The amount of gaps is important, as it affects the performance of the PLL-SEV implementation. The percentages of site repeats are given for an arbitrary rooting of the parsimony trees calculated for these data sets using RAxML. While the data set with 2 000 taxa exhibits the lowest percentage of site repeats, it still has 86.95% repeats (which directly translate to identical conditional likelihood entries). We want to emphasize here, that we did not choose these data sets based on their repeat percentages. In fact, the fraction of site repeats for each data set was previously unknown to us. All data sets used for testing, are available on-line at (https://github.com/stamatak/ test-Datasets).
Experimental setup. For assessing the performance of our method we conducted five types of experiments which cover the typical PLF use cases. First, we exhaustively assess the performance of full traversals for all possible rootings of the parsimony trees on two MSAs. Second, we assess the performance of full traversals on all ten MSAs for a limited number of random rootings. Third, we evaluate the performance for partial traversals, i.e. when not all CLVs need to be recomputed. Fourth, we assess the performance of our method on fixed tree topologies. In this setting, preprocessing of site repeats is done only once and not at each invocation of the PLF. Finally, using the three empirical multi-gene data sets in our collection, we determine the amount of memory required for maintaining the repeat tables when performing partitioned analysis. For the experiments we used a 4-core Intel i7-2600 multi-core system with 16 GB of RAM. To eradicate the potential impact of server-side events such as context-switching or performance peaks of running processes, we always executed several (usually 10 000) independent likelihood computations.
Considering that the calculation of the PLF takes up to 85%-98% of the total run-time of ML phylogenetic tree inferences [3] , accelerating the performance of the PLF significantly impacts the overall execution time of ML analyses. Therefore, for the run-time comparisons we focus purely on the PLF evaluation. Branch lengths and model parameters are fixed, and remain unchanged as they do not impact the run-time of PLF. Table 2 presents the memory savings due to site repeats together with the actual size of the lookup table for pre-processing all repeats. In the experiments, the size of the lookup table was bounded to 200 MB which corresponds to roughly 50 million entries (namely unsigned integer values). The actual memory for the lookup table was only allocated as needed. For most data sets, less than 200 MB of RAM was required. The notable exception is the data set containing 128 taxa, which requires 168.69 million entries (roughly 680 MB) to compute all site repeats. Since we bound the size of M to 200 MB, not all repeats were pre-processed when analyzing this particular data set.
Exhaustive evaluation of all rootings
To get an initial estimate of the impact of distinct rootings on run-time, we used data sets 59 and 354 to evaluate the PLF at each terminal edge (an edge whose one end-point is a tip node) Table 3 : Summary of run-times for evaluating the PLF at each terminal edge of the parsimony trees (data sets 59 and 354). Presented are the minimum, maximum and average run-times over all rootings for each of the four implementations, and for each data set, along with the standard deviation of run-times among all rootings.
of their respective parsimony tree. This choice of rootings was selected because PLL requires that likelihood evaluations using full traversals of unrooted trees start at terminal edges. For each such rooting, we executed 10000 independent PLF computations using each of the four implementations: the LLPLL (without site repeats, SRDT (LLPLL with out method), PLL and PLL-SEV. For SRDT, we bounded the table size M to 200 MB, which, according to Table 2 , is sufficient to find all repeats for these two data sets. Table 3 summarizes the results of the experiments. PLL is, on average, 1.46 times faster than LLPLL on data set 59, and 1.39 times faster on data set 354. PLL-SEV has a slightly better runtime than PLL and is 1.58 times faster than LLPLL on data set 59 and 1.48 times faster on data set 354. The difference in speed between LLPLL and PLL/PLL-SEV can be explained by three factors. First, PLL is a highly optimized software for PLF calculations that was directly derived from RAxML, which in turn, has been developed and optimized for over 10 years, while LLPLL is in an early phase of development. Second, the standard optimization technique explained in the introduction, namely, the precomputation of conditional likelihoods for all combinations of two states with the subsequent querying from a lookup table (for tip-tip cases), is not implemented in LLPLL yet. This missing feature affects performance. Third, the LLPLL is designed to work with an arbitrary number of states which makes the (AVX vectorized) PLF slower than a dedicated 4-state PLF implementation. Despite this fact, SRDT is on average 3.59 times faster than PLL and 3.33 times faster than PLL-SEV for the "gappy" data set 59. Similarly, for data set 354, SRDT is on average 4.96 times faster than PLL and 4.65 times faster than PLL-SEV. Note that, the standard deviation for SRDT is higher than PLL (and PLL-SEV), which is expected given that the amount of repeats changes with different rootings.
Evaluation of a sample of rootings
For the comprehensive comparison of full tree traversal times between SRDT and PLL, we use nucleotide data sets ranging from 59 to 7764 taxa (see Table 1 ). We measured the run-times for 10 different rootings chosen at random, and which are not necessarily the same for SRDT and the PLL implementations. However, this comparison is sufficient given the standard deviation among the run-times of different rootings computed for the exhaustive comparison of data sets 59 and 354. We again restricted the rootings to terminal branches, and for each of the 10 random rootings, we executed 10000 full tree traversals. For each of the three implementations (SRDT, PLL, and PLL-SEV) we computed the average run-time over all 10 rootings. Table 4 shows the speedup of SRDT compared to PLL and PLL-SEV. As we see, SRDT is consistently at least twice as fast as PLL. In fact, the lowest observed average speedup is 2.47. The maximal observed speedup was for the MSA with 404 taxa, where SRDT is 5.31 times faster than PLL. Table 1 shows that this particular data set has the highest relative number of repeats among all analyzed data sets, and signifies that the number of repeats positively affects the speedups over PLL. On the other hand, the largest decrease in speedups when comparing against PLL-SEV is observed for data sets 404 and 994 which comprise over 70% gaps. Note also, that run-times for PLL-SEV were higher than for PLL on data sets with a low amount of gaps, such as 1512, 3782, and 7764. Table 4 : Speedups obtained when evaluating the PLF using SRDT over PLL and PLL-SEV for each of the ten data sets. SRDT is consistently faster than both methods. Speedups are computed as fractions of average run-times over 10 random rootings.
Summary of speedups obtained using SRDT for a sample of rootings

Partial traversal performance
In phylogenetic inference, it is not always necessary to perform full tree traversals to calculate the overall likelihood of a tree. In particular, when conducting BI or ML tree searches that deploy local topological updates using, for instance, nearest neighbor interchange (NNI) or subtree pruning and regrafting (SPR) moves, only the CLVs of a subset of tree nodes need to be recomputed. Depending on the topological update, those CLVs may be located at the inner part of the tree where the number of repeats is lower. We assessed the performance of our approach for this scenario by emulating partial CLV updates as follows. For each parsimony tree we choose two adjacent nodes (sharing an edge) at random, and place them in an empty list of nodes whose CLVs are to be updated. Next, with probability p, we choose whether to continue adding nodes to the list or stop (with probability 1 − p) the procedure. If we choose to add nodes, then we randomly pick one (unvisited) adjacent inner node to each of the (at most) two nodes selected in the previous step, and add them to the list. The procedure is repeated until we choose to stop or until no single inner node is available anymore for selection. This pattern of CLV updates emulates the topological moves described in [14] for BI. As mentioned before, in addition to the time spent in the PLF, other factors, such as branch length and model parameter optimization for ML, also contribute to the overall execution time. Here, we concentrate only on measuring the time for calculating the PLF. We used the method described above to simulate eleven partial CLV updates for each data set from Table 1 . Each simulation consists of a path of nodes generated from a randomly chosen pair of adjacent nodes with probability p set to 0.95. We calculated each CLV along the path 10 000 times and measured the total execution time for LLPLL and SRDT. Figure 7 presents the individual speedups for each data set and each simulation, plotted against the number of nodes updated for the particular simulation. We did not compare SRDT to PLL/PLL-SEV since a fair comparison requires that exactly the same partial updates are evaluated, which is difficult to achieve given the different internal structures of the two implementations. Therefore, the speedup for the partial updates is not the absolute speedup for different PLF implementations. Instead, our results show the relative speedup that can be achieved by incorporating our method into any PLF implementation.
Performance on fixed topologies
Many phylogenetic tools use a fixed tree topology on which the likelihood is repeatedly evaluated while other parameters, such as substitution rates and branch lengths, are modified. Divergence times estimation [11] and model selection [1] are typical representations for this setting. With fixed topologies, repeats can be precomputed once in an initialization step, and then reused for subsequent PLF invocations. We tested our method under this setting, by evaluating the likelihood 10 000 times, rooted at 10 randomly selected terminal edges of the parsimony trees of each of the 10 data sets. We averaged the run-time over the 10 rootings and report the speedups of SRCT over PLL and PLL-SEV in Table 5 . We computed the speedup for each data set as the ratio of the average run-time of PLL resp. PLL-SEV from Section 3.2 (evaluation of a sample of rootings) divided by the average run-time of SRCT. Data set 994 yields the lowest speed up over PLL-SEV, which is due to the high number of gaps in the data set, followed by data set 2000 which has the lowest number of repeats. On the other hand, the highest speedup of SRCT over PLL-SEV was for data set 354 which has a high number of repeats combined with a low amount of gaps. As 
Partitioned analyses
We performed partitioned analysis on the three empirical multi-gene data sets (59, 128 and 404) in our collection to compare the accumulated memory requirement of per-partition repeat tables against single repeat tables from unpartitioned analyses. This experiment is of high practical relevance because typical phylogenetic analyses are partitioned nowadays. for each partitioned data set is considerably smaller than the table size required for processing single-partitioned data sets (see Table 2 ). Compared to their single-partition counterparts, dataset 59, 128 and 404, require 10, 13, and 6 times less memory for storing the per-partition tables. Not surprisingly, this is due to the way we index elements in the table (see line 21 of Figure 6 ). This kind of indexing may cause the table to grow quadratically to the maximum number of unique repeats at a node, which in turn, increases with the size of the alignment.
Dataset 59 Partition
Sites Speedup We also present the speedups over PLL-SEV for evaluating the PLF for each partition.
Conclusion
The PLF is among the computationally most time-consuming functions in evolutionary biology, and typically constitutes the largest portion of total run-time time in analyses involving PLF calculations. Especially in the era of genomics, where datasets comprise thousands or even millions of alignment sites [13, 15] , accelerating the PLF can save weeks or even months of CPU time. We introduce a novel method for quickly identifying all repeating site patterns, and consequently, minimizing the number of operations required for evaluating the PLF. It is based on our linear-time and linear-space algorithm for identifying repeating subtrees in general labeled, unordered, n-ary trees. Our new method is optimized to work with phylogenetic trees (rooted or unrooted binary trees) and discards many of the hidden constants behind the complexity of the original method for n-ary trees.
To measure the speed of the PLF during tree searches or model parameter optimizations, we compared a prototype implementation of our method against PLL -a library derived from the RAxML code --which uses one of the fastest and most highly tuned implementations of the PLF. Using empirical and simulated data, we measured the speedup under different, realistic settings. For fixed and dynamically changing tree topologies we observe an up to 10-fold speedup. For partial CLV updates, i.e., when only a small number of CLVs is recomputed due to a topological rearrangement of the tree, we still observe a 2-to 5-fold speedup. Moreover, our method, including the book-keeping information for site repeats requires significantly less memory than PLL, sometimes up to 78% less. Using empirical data, we show that the book-keeping storage requirements for partitioned analyses are significantly smaller than for unpartitioned analyses (up to 13 times less). This result is particularly important for optimizing large phylogenomic analyses. Our method is simple, and can be incorporated into any implementation of the PLF. Moreover, the table used for book-keeping information is flexible, and could be dynamically adjusted, for example in an "auto-tuning" step, to determine the table size -and consequently the amount of identified repeats -that minimizes PLF runtime. Tree nodes with a number of unique repeats that is close to the number of sites, i.e., with a small amount of repeated sites, have higher memory requirements for book-keeping. When the allocated table size is exceeded our method will omit repeat identification for all subsequent nodes, as the amount of repeats decreases towards the root of the tree. This allows our method to omit repeat computations at nodes for which calculating them is disadvantageous.
