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Abstract
The beneﬁt of using software development methods should be a gain in regularity and clarity in software projects. Classical
approaches are designed for medium to big team size with a distinctly separated and static role description combined with a
top down development process. Agile methods mainly focus on small teams with low budget project size, and a ﬁxed deadline
with a bottom up development process. In this paper we present a combined approach for projects with multiple small teams
growing together to a medium size project with a hard deadline and low budget – called Agile Methodology for Intelligent Agents
Componentware (aMIAC). The approach will be introduced and applied within a case study.
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1. Introduction
Managing software development is the challenge to plan activities and tasks while a software system grows in
features and evolves. In the past, engineers tried to plan all activities methodically, supported by tools and frameworks.
While time can be scheduled, and features have dependencies, software development is still “learning by doing“.
There is no diﬀerence in the challenges of handling unknown problems by developing a solution for the ﬁrst-time, or
by unknown expertise of the developers. Until now, it has been a Sisyphos challenge to plan the unknown.
Our approach focuses on medium sized project teams with the ‘unknown‘ challenge in changing feature requests
or unknown expertise of the developers. The whole development project is hardly time boxed with a deadline. We
try to minimize the management overhead to gain eﬃciency in time consumption and project communication. Finally
we maximize the eﬀectiveness with a free day planning for every developer. We organize the project team similar to
agent societies in the multiagent programming paradigm.
This paper is structured as follows: We give a short overview of the development models and methodologies of
agent-oriented software engineering in Section 2. In Section 3 we state the gap between current software development
paradigms and our problem. We present a view of managing software development and present our approach in
Section 4. Finally, we explain the application of our approach by a case study in Section 5, and present the evaluation
of our studies in Section 6. Additionally we wrap up with a conclusion and future work in Section 7.
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2. Standard-organisation-methods of projects and multi-projects
Nowadays the Waterfall model is considered to be one of the standard approaches for the software development
process 1,2,3,4,5. Within the Waterfall model there are distinct steps that are followed sequentially, as seen in Figure 1.
The overall development process is thereby split into sub-tasks.
Fig. 1. Waterfall model with failure marker 1
Each result of a sub-task has to be evaluated and approved before the developers can move on to the next task. If the
developers are not able to ﬁnd a solution for the current task, they have to jump back to an earlier step and re-adjust.
The implementation of the overall goal therefore advances gradually with the completion of those sub-tasks.
The clear focus on the evaluation of each ﬁnished step is an advantage. A problem, on the other hand, is the
missing possibility to split up the project into sub-projects and develop them simultaneously. Another major problem
within this model is the inﬂexibility. For example, system- or software-requirements can hardly be altered during the
implementation step, as seen in Figure 1. In such a case, where an adjustment is inevitable, the implementation has to
be stopped and the analysis and design phase have to repeated before the implementation can be continued.
A very modern framework for software engineering is called Scrum6,7,8. In contrast to the Waterfall model, Scrum
is based on a very incremental and iterative approach during software development. The overall project goal is
split into sub-goals which are added to the product backlog. Those items within the product backlog represent the
requirements that have to be implemented to build the product. The Scrum roles are based on the classic hierarchy
within the company7. At the top of the hierarchy are the Stakeholders. The Product Owner commissions a product. He
is responsible for the product and is the interface between the Stakeholders and the product. On the next level below
the Product Owner is the Scrum Master, a kind of project manager and the connecting link between the Product
Owner and the actual development team, which is designated as the Scrum Team. Depending on the size of the project
to be implemented, several Scrum Masters and several development teams can work on one project. The actual
development happens during so called sprints. Those sprints have a deﬁned time frame in which the requirements are
implemented by the developers. After a sprint is ﬁnished, the current situation is evaluated, and reﬁnement within
the product backlog is possible. The sprints are divided again into Daily Scrums, during which it is brieﬂy discussed
what was done on the previous day, where problems have occurred, and what solutions were found. In addition, a
plan is made for what should be done on this day. This form of organization leads to parallelization and transparency
in the work. Due to the frequent meetings a good rhythm of evaluation is possible. Changes to system or software
requirements can be made without a long lead time and without a lot of overhead. Those advantages directly derive
from the overall agile approach. Drawbacks are the amount of synchronization and communication needed within the
hierarchy, as well as the question of how to split up certain tasks that are dependent on each other.
Within the open source programming community the organization is often loosely structured, resulting in sparse
communication between the developers – the Xtreme programming model 9,10,11. Due to the lack of organization
each developer is picking his current task on his own. This may lead to the problem that more than one developer is
working on the same task. This concept based on self-organization and sparse communication is commonly referred
to as ”stigmergy-conception”. Every individual chose the task that seems to be the next important in the queue. By
this way the group solves the overall goal without a lot of coordination.
Advantages of those methods are the clear focus on solving certain tasks and therefore implementing the overall
solution without high organizational cost. However, due to the almost non-existent communication and consultation
between the developers there is a high loss of economic welfare. Major problems of this organization-model are
the evaluation progress and the missing synchronization between sub-teams. The latter signiﬁcantly aggravates the
development of sub-projects with strong dependencies. In addition, an evaluation of the results is usually only carried
out by the developers themselves.
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2.1. Agent-Oriented Methodologies
The Multiagent Systems Engineering (MaSE) is primarily a methodology for analysing, designing and developing
heterogeneous multiagent systems12,13,14. The development process is split into two main phases. The ﬁrst main
phase is the analysis phase, the second is the design phase. During the analysis phase the goals are identiﬁed by
user requirements and structured in a Goal Hierarchy Diagram. Afterwards Use Cases are deﬁned and applied to
create Sequence Diagrams. During the design phase, the roles are assigned to deﬁned agent classes, the conversations
between agents are constructed and the ﬁnal system structure is determined.
MIAC 15,16 focuses on iterative processes that are aiming to reuse one programmed agents and multiagent systems.
Therefor MIAC deﬁnes six cyclic arranged development steps. In every cycle the complete system runs through
requirement management, system and user interface derivation, role modeling, implementation, integration and de-
ployment, see ﬁgure 2. This process was extended by a store concept to enable the reuse of agents in a long running
multiagent system17.
INGENIAS is both a methodology and a set of tools for the development of Multiagent Systems (MAS)18,19,20,21.
As a methodology it considers a MAS from ﬁve diﬀerent viewpoints: organisation, agent, goals and tasks, interactions,
and environment. It provides a set of concepts and relationships between the viewpoints, which enables the developer
to describe the MAS. The development life-cycle process of INGENIAS initially adopts the Uniﬁed Process.
Prometheus is a methodology to develop BDI agents22,23,24. It includes three design phases: The system speciﬁ-
cation phase, the detailed design phase and the architectural design phase. The system speciﬁcation phase focuses
on identifying the basic functionalities of the agent system. The architectural design phase uses the functionalities of
the previous phase to determine which agents the system will contain and how they will interact. The detailed design
phase regards to the internals of each agent and how it will accomplish its task related to the overall system.
GAIA is a high-level, abstract agent-oriented analysis and design methodology25,26,27,28. The main focus of this
methodology lies on the deﬁnition of roles and the implications from seeing autonomous, computational entities
(the agents) as part of organizations, as in human, real-world organizations. The methodology adheres to a rigid,
waterfall-like process model for the elaboration of the high-level entities and relationships. Gaia is a top-down, global
view approach without noticing that the development of a MAS is still software engineering, where iterative and
incremental methods are crucial success factors. But the major drawback of Gaia is its practical applicability. While
Gaia produces very detailed models, they are never checked against requirements (or customers feedback) nor is the
feasibility tested, for example by means of prototypes.
3. Challenges
As already mentioned, the software engineering approaches can be split into two categories, namely static and
agile approaches. The agile organization models have a more iterative and incremental approach than the static ones.
The ﬁnal goal is also deﬁned, but it can be adapted during development. This obviously has advantages when it comes
to handling dynamically changing requirements, yet it also may cause problems concerning the evaluation and the
synchronization of dependent sub-projects. Today’s software has grown to be more and more complex. Those feature
rich projects often times need to be addressed in a multi-project fashion to be manageable at all. A multi-project arises
from a major project that can be divided into several smaller sub-projects and processed simultaneously by diﬀerent
companies or groups of developers. This leads to the immediate need for a way to enable and address changing and
evolving requirements. The separation into sub-projects is a key success factor within distributed systems and projects,
since the ﬂawless cooperation of the sub-components is needed to achieve the desired functionality. However, this
important factor is poorly addressed within existing approaches.
The Scrum and the Xtreme programming model are not ideally suited, because they do not address the complex
interacting nature of multiagent systems mentioned before. The main assumption in Scrum that the complete project
team is working synchronously within the same working hours does not ﬁt. Scrum is used in small teams with one
main project. Xtreme programming can handle a widely spread team, but a technical maintainer should specify single
tasks. However, the agile methodologies address the possibility for changing requirements, which is an important
aspect. On the other hand, the approaches based on a system development life cycle are not ideal either, since they
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focus on a very sequential procedure and static project requirements engineering. But the evaluation and quality
assurance is good and also an important aspect.
Therefore, we ﬁnd that no approach perfectly ﬁts and addresses the complex interacting nature of multiagent
systems created by medium sized project teams or multi-project management. The closest ﬁt is identiﬁed in the Mul-
tiagent System Engineering methodology, but it lacks the ability to easily change requirements during development.
In such changes the development process would have to start from the beginning, with the Analysis and Design phase.
4. A combination of standard-organization-methods - Agile MIAC as a solution
As described above, the MIAC approach is currently the best candidate for developing multiagent systems, but it
lacks agility in terms of adjusting requirements during development. We therefore propose an adaption of the MIAC
approach called Agile Methodology for Intelligent Agents Componentware, or just aMIAC in short. In this section we
describe extensions that are needed to better cope with dynamic environments.
Because a thorough goal deﬁnition and requirements management is very important for complex systems, we use
an analyzing and requirement management phase of MIAC in the beginning of the project. In contrast to the original
approach, this deﬁnition and speciﬁcation may change during development when new insights become available.
While identifying the main goals of the software project, the project team is split into developer groups to cope
with the complexity of the project. Each group creates exactly one autonomous functionality – the agent – in the
role modeling and implementation. Status, changes and problems are handled in a cyclic meeting with the complete
project team. To decrease non-essential communication the meeting cycle should be set corresponding to the size of
the project. We suggest the communication rhythm of the Scrum methodology.
We suggest not to use the strict hierarchy of the Scrum model to save organizational cost. Instead, the organization
of the groups corresponds to the principle of Xtreme programming. The developer groups should be segmented into
loosely coupled groups and reach a single goal. There is no need for a group leader if self-organization is working.
The overall progress, however, is managed by a product manager. This role has to communicate the idea of the product
to the complete project team. The following organizational steps are taken by the whole development group as shown
in Figure 2.
Fig. 2. MIAC methodology with the six phases 16, exhanced by parallel working developer groups
On the group level the tasks will not have to be assigned, but rather every team member can choose a task to
solve the required functionality. The mechanism is similar to the Xtreme programming methodology and reduces
non-essential communication in small teams. Depending on the choice of features, the developer will be presented
to other groups as an expert in this topic. This way, questions can be clariﬁed directly with the implementing person
and the respective position in the interface. While role deﬁnition and implementation is done parallel in the developer
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groups (red box in ﬁgure 2), the integration and deployment will be done by the complete project team. Changing
requirements can make it necessary to rearrange the existing developer groups.
An advantage of the division into sub-projects is the insertion of changes in the system or software level as indicated
in Figure 2 by the red box. The changes only aﬀect a few developers, which have to go through the requirement
management and system derivation phase of the MIAC approach. All other developers can continue with their work.
5. A Case Study
We apply our approach in a student course at university. The project is time boxed with a hard deadline, which is
the end of the semester. All changes made must be realized and presented within this time – a span of three months.
The project team – the students of the course – had various interests and are not selected by a management to realize
the project. The course counts 19 students that are guided to reach the project’s goal. The prototype was built in the
JIAC V (Java-based Intelligent Agent Componentware V) framework29.
The Smart Nutrition Assistant as a case study: The overall goal is to provide advisory in nutrition for a user in an
ambient environment. This goal is divided into ﬁve subgoals. Every subgoal is realized by a single agent. All agents
together cooperate to a multiagent system with human interaction – an assistant.
The multiagent system contains the following agents: The Content Delivery agent enables content providing
of recipes to other agents of the system. It extends the content autonomous by retrieving recipe information from
internet sources. The Inventory Control agent enables an inventory of all available ingredients in the household and a
shopping list. A user can add purchased products with amount and expiration date. A summary of consumed products
can be listed. The Recipe Searching agent customizes the user’s search with preferences and allergies of the user.
The agent ﬁlters recipes with available ingredients. If ingredients of a recipe are missing, the items can be added to the
shopping list, which is managed by the Inventory Control. If a recipe is selected, it can be passed on to the Cooking
Assistant agent. This agent guides the user through the preparation of meal. It shows individual cooking steps and
emphasizes important instructions. After cooking the meal, ingredients were discarded from Inventory Control. The
Modern Interaction component provides voice and gesture based controls, as while cooking, interacting with the
tablet or keyboard is not always the best control method.
Development process description: Every agent was realized by one student group. The members of this group are
selected by hand signal at the beginning of the course, in other words by the areas of interests of the students. Other
proposals like expertise or proﬁle selection were not made. This made sure that the distinct unknown assumption for
the method is full-ﬁlled.
A weekly project management meeting contains a presentation of the current state of the agents, and informs the
whole project team about status and problems. All problems can be discussed with the whole project team, so that
the ideas of the other groups are included, too. This meeting was the single synchronization point for all groups and
takes two hours per week. Other communication was handled via email or ticketing systems. The groups coordinated
themselves if they identiﬁed an interface between two agents.
6. Evaluation
By using our method1, the most signiﬁcant time consumption was caused by the weekly project management
meeting of two hours, especially considering a weekly time budget of 13 hours per developer. An average of 4 of
the 12 meetings were perceived as waste of time by the developers. For most of the developers, however, the weekly
project management meeting generated signiﬁcant value. An average of 5 non-trivial issues were identiﬁed and solved
before they became serious problems for the corresponding developer. However, with a two hours weekly meeting for
a 19 person developer team, in comparison to Scrum, organizational cost was saved.
In addition to the weekly meetings for the progress presentation, there were about 20 direct communication meet-
ings on average between developers to cope with existing issues. 100 percent of the identiﬁed problems have thereby
been ﬁxed, but on the downside, this direct communication resulted in the fact that not all of the important information
1 All the facts used in the evaluation were obtained from a survey, which was performed with the 19 students from the case study.
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was available to all developers. Due to this communication gap there were cases where confusion was created and
time was lost. So, in about 2 out of 7 cases, a new problem had been created by the loss of information. In order
to ensure cross-group communication without losing any information, a supporting tool was missing, but could be
introduced in the future.
Through the thorough analysis and communication in the beginning of the project, most of the tasks had been
identiﬁed very early within the project. There were approximately thirty mid-level features, which were divided into
ﬁve groups. Due to the sub-projects the task allocation was very simple. Each developer chose three tasks from about
12 smaller tasks per week that seemed to best ﬁt his or her abilities. This allowed the optimal use of human resources
because the tasks were solved by motivated developers that are ”experts” in their ﬁeld. Through this optimal use of
competence, the time needed to solve a task was minimized. The only negative aspect considering the eﬃciency of
this organization methodology is the loss of time due to meetings.
Finally this case study shows that the organization model works very well. In the end a complex functional
multiagent system was created. However, it must be noted that some problems occurred by using this new model.
Improvements are needed, especially in the area of communication. Also, the ﬁrst evaluation of the complete project
has been performed late within the overall project time-line.
7. Conclusion & Future Work
The goal of this paper was to ﬁnd a suitable method for medium sized project teams that can handle the unknown
challenge. We presented our approach that is adapted by multiagent system development using multi-projects where
changing requirements can be implemented with reasonable eﬀort. For this purpose diﬀerent methodologies have
been considered and evaluated. Since none of the existing methodologies completely suited the demand, we combined
elements of those existing methodologies to form a new one. The new method was applied within a case study to show
the beneﬁts and identify weak spots.
Our research and case study have shown that there is the need for an agile software development framework for
multiagent system projects. While medium sized projects are covered by classical static methodologies, agile methods
focused on small team sized projects. The existing organizational models are not optimal for use within multiagent
system development projects with dynamic requirements. On the one hand the static and nearly unchangeable require-
ments within rigid organizational models are not suitable for multiagent projects with dynamic requirements. On the
other hand agile models do not comply with the structure and amount of dependencies of multiagent multi-projects.
Therefore, we propose the introduction of a new software development method for agile multiagent projects. In
our model, we extended the rigid MaSE model to include an agile target and requirement deﬁnition that can develop
continuously during the implementation. In addition, the communication was changed, so that the groups are briefed
on the overall progress in a weekly meeting. This way every developer is informed about the progress and problems
can be detected at the earliest possible stage.
However, there are also some problems that have been identiﬁed, during our case study. In some cases of a
requirement change, it was not possible to inform all developers. These changes were the result of severe problems
that were discovered between meetings. These problems were immediately resolved and only the relevant developers
informed, since the information about it seemed irrelevant for all. The state of solved issues was not always recognized
by all developers. The problems that were found during the meetings were subsequently corrected by the concerned
developers. But this change of state was not always communicated back to the whole team.
To solve these problems of our organizational method, a tool is required to reduce these negative eﬀects or even
neutralize them completely. The tool is needed to add improved coordination and communication between the de-
velopers. This way all members can be informed about the implementation progress and about changes at all times,
which requires a cross-project communication channel.
One possibility to gain a better overview of the problems that have occurred and the completed and outstanding
tasks would be to use a bug tracker application like Redmine2 or YouTrack3. With these tools, all developers could
2 http://www.redmine.org/
3 http://www.jetbrains.com/youtrack/
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have been informed about the progress of the projects. The problem with these tools is that they do not support the
loose and agile hierarchy very well, but instead depend on a strict hierarchy with managers and developers.
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