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Abstrakt 
Denne rapport handler om designet og implementeringen af Java2DGames - et simpelt 
framework til 2D computerspil i Java. Frameworket har til formål at lette 
udviklingsprocessen af flere forskellige typer computerspil, og derved fungere som et 
alsidigt udviklingsværktøj for den lettere øvede programmør. 
Vi har analyseret spil-frameworket Greenfoot, som er lavet med henblik på læring af 
objektorienteret programmering gennem en grafisk brugergrænseflade. Resultaterne af 
denne analyse lå til grund for vores design. 
Vi implementerede to forskellige spil i Java2DGames for at teste dets funktionalitet. 
Resultaterne af disse tests var at frameworket er funktionelt og nemt at bruge for en 
lettere øvet programmør. 
 
Abstract 
This report is about the design and implementation of Java2DGames – a simple computer 
game-framework written in Java. The purpose of the framework is to ease the 
development-process of different types of computer games, by functioning as a versatile 
development-tool for the intermediate programmer. 
We have analyzed Greenfoot which is a framework made to teach object-oriented 
programming based on game-programming. Our own design was based on this analysis. 
We have tested the framework for its functionality and flexibility by the implementation 
of two different games. The results from these tests showed us that Java2DGames is 
working and is easy to use for the intermediate programmer.  
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Forord 
Denne rapport handler om designet af et ”framework” – herefter framework - til 2D 
computerspil, og der er lagt særlig vægt på, at en uøvet programmør med basalt kendskab 
til Java skal kunne benytte det det. Frameworket er designet simpelt for at opfylde netop 
denne præmis, og projektet afholder sig derfor fra brug af f.eks. kunstig intelligens, 
netværk og andre avancerede funktioner. 
Projektet er skrevet som et semesterprojekt på datalogi, femte modul på Roskilde 
Universitet i vintersemesteret 2011. Da vi begyndte på projektet var vi meget optagede af 
udviklingen af computerspil, og industrien bag. Projektet blev dog hurtigt sporet ind på 
brugen af frameworks og hvordan disse hjælper til at lette spilproduktionen. 
Rapportstrukturen er tiltænkt læseren der vil benytte sig af gruppens framework – 
Java2DGames – og det forudsættes at brugeren har et basalt kendskab til 
programmeringssproget Java. Rapporten henvender sig desuden til en læser der 
interesserer sig for design af framework samt programmering og strukturering af 2D 
computerspil. 
 
Tak til vores vejleder Keld Helsgaun for at have sporet os ind på så konkret et emne at 
projektet ikke mistede fokus. Og tak til Jacobs kæreste Isa for korrekturlæsning og 
opbakning.  
 
Roskilde Universitet, december 2011 
 Jacob Grønlund Dinesen 
Mads Hansen  
 4 
Indholdsfortegnelse 
Forord ................................................................................................................................... 2 
1 Indledning ......................................................................................................................... 8 
1.1 Problemstilling ............................................................................................................ 8 
1.2 Baggrund .................................................................................................................... 8 
1.3 Status af Java2DGames .............................................................................................. 9 
1.4 Rapportstruktur ........................................................................................................... 9 
1.4.1 Afsnit og skrifttyper ........................................................................................... 10 
1.4.2 Resultaternes gyldighed ..................................................................................... 10 
1.5 Resultater og konklusioner ....................................................................................... 11 
1.6 Perspektiver .............................................................................................................. 11 
2 Design af framework ....................................................................................................... 12 
2.1 Hvad er et framework ............................................................................................... 12 
2. 2 Hvordan designes et framework .............................................................................. 13 
2.3 Egne krav .................................................................................................................. 14 
2.4 Krav til spil lavet i Java2DGames ............................................................................ 15 
2.5 Krav til et 2D spil ..................................................................................................... 15 
2.5.1 Grafik ................................................................................................................. 15 
2.5.2 Lyd ...................................................................................................................... 16 
2.5.3 ”Gameflow” ....................................................................................................... 16 
2.5.4 Bruger input ........................................................................................................ 16 
2.6 Et spil i Greenfoot ..................................................................................................... 16 
2.6.1 Greenfoots ”Lunar Lander” ................................................................................ 17 
2.6.2 Essentielle klasser .............................................................................................. 18 
2.7 Kravsspecifikation .................................................................................................... 19 
3 Brugervejledning ............................................................................................................. 21 
3.1 Indhold ...................................................................... Error! Bookmark not defined. 
 5 
3.2Kravspecifikationer ................................................... Error! Bookmark not defined. 
3.2.1 Læserkrav ........................................................................................................... 22 
3.2.2 Systemkrav ......................................................................................................... 22 
3.2.3 Opsætning........................................................................................................... 22 
3.3 Frameworkets formål ................................................................................................ 23 
3.3.1 Klasserne i Java2DGames .................................................................................. 23 
3.3.1.1 J2DG................................................................................................................ 23 
3.4 Klassernes roller - Dukketeateret ............................................................................. 25 
3.5 Tilblivelsen af et spil – skridt for skridt .................................................................... 26 
3.5.1 Opret dine egne klasser ...................................................................................... 27 
3.5.2 Sammenkobling af J2DG, World og Actor ........................................................ 28 
3.5.3 Tilføjelse af billeder ........................................................................................... 29 
3.5.4 Tilføjelse og aktivering af lyd ............................................................................ 30 
3.6 Håndtering af brugerinput ........................................................................................ 30 
3.6.1 Den simple løsning ............................................................................................. 30 
3.6.2 Avancerede bruger-inputs ................................................................................... 32 
3.7 Opsamling ................................................................................................................. 33 
3.8 Liste over klassernes vigtige metoder ...................................................................... 34 
3.8.1 J2DG................................................................................................................... 34 
3.8.2 World .................................................................................................................. 35 
3.8.3 Actor ................................................................................................................... 35 
3.8.4 J2DGImage......................................................................................................... 36 
3.8.5 J2DGSound ........................................................................................................ 37 
3.9 Forslag til mere avancerede udvidelser .................................................................... 37 
3.9.1 Bedre collision detection ....................................................................................... 37 
3.9.2 Animation ........................................................................................................... 38 
4 Dokumentation ................................................................................................................ 40 
 6 
4.1 Game-loop ................................................................................................................ 41 
5 Test .................................................................................................................................. 44 
5.1 Testopsætning og pålidelighed ................................................................................. 44 
5.2 Test gennem design af spil ........................................................................................ 44 
5.3 Hit & Dodge ............................................................................................................. 44 
5.3.1 Gameloop ........................................................................................................... 45 
5.3.2 J2DGSound ........................................................................................................ 45 
5.3.3World ................................................................................................................... 46 
5.3.4 J2DGImage ......................................................................................................... 47 
5.3.5 Brugerinput ......................................................................................................... 47 
5.4 Test af ”Lunar Lander” ............................................................................................. 49 
5.5 Delkonklusion ........................................................................................................... 53 
6 Konklusion ...................................................................................................................... 54 
6.1 Perspektivering ......................................................................................................... 54 
7 Litteraturliste ................................................................................................................... 56 
7.1 Bøger ........................................................................................................................ 56 
7.2 Artikler ...................................................................................................................... 56 
7.3 Rapporter .................................................................................................................. 56 
7.4 Web addresser ........................................................................................................... 56 
Bilag ................................................................................................................................... 58 
Kildekode til Java2DGames ........................................................................................... 58 
J2DG ............................................................................................................................ 58 
World ........................................................................................................................... 69 
Actor ............................................................................................................................ 75 
J2DGImage .................................................................................................................. 80 
J2DGSound ................................................................................................................. 84 
Kildekode til ”Hit & Dodge” .......................................................................................... 86 
 7 
J2DGGameTester ........................................................................................................ 86 
TestWorld .................................................................................................................... 88 
TestActor ..................................................................................................................... 90 
TestActor2 ................................................................................................................... 91 
Kildekode til ”Lunar Lander” ......................................................................................... 94 
TestJ2DG ..................................................................................................................... 94 
Moon ........................................................................................................................... 95 
Rocket.......................................................................................................................... 95 
 
  
 8 
1 Indledning  
Denne rapport handler om designet af frameworket Java2DGames – et udviklingsværktøj 
til 2D-computerspil i programmeringssproget Java. Java2DGames gør det nemmere at 
lave computerspil, for en uøvet programmør der gerne vil teste sine spil-idéer af. 
Et klart mål for projektet har derfor været at designe et simpelt framework der er let at 
bruge og samtidig giver de nødvendige redskaber til spiludvikling. Pga. denne simple 
opbygning er Java2DGames fleksibelt, og kan altså benyttes til flere forskellige genrer af 
computerspil, lige fra platforms- til puzzlespil. I rapporten opstiller vi en række kriterier 
for hvad Java2DGames skal kunne, og hvad der udgør et godt framework til 2D 
computerspil.  
Der skrevet en brugervejledning der henvender sig til den lettere øvede programmør, som 
ønsker en hurtig introduktion til frameworket. Brugervejledningen gennemgår 
Java2DGames skridt for skridt og viser med konkrete eksempler hvordan det bruges. 
 
1.1 Problemstilling 
Projektets oprindelige udgangspunkt var blot at udvikle et spil i Java. Det blev dog hurtigt 
klart for os, at spiludvikling i sig selv indebærer en lang række problemstillinger, og at 
selv de simpleste spil bygger på en overraskende kompleks programstruktur. Denne 
kompleksitet bliver selvfølgelig kun forøget når vi kigger på moderne computerspil.  I sin 
artikel ”Game Development: Harder Than You Think” fra 2004, konkluderer Jonathan 
Blow
1
 at det bliver sværere at lave computerspil der opfylder spillernes krav, i takt med at 
flere spilteknologier bliver introduceret. Derfor fandt vi det langt mere interessant at 
undersøge hvordan selve udviklingsfasen kunne gøres nemmere og hurtigere, samt hvilke 
redskaber der kunne muliggøre dette. 
Vi fandt igennem vores research frem til begrebet ”game engine” som værende det 
værktøj man benytter i udviklingen af et computerspil. 
 
1.2 Baggrund 
Game engines er ofte det der ligger til grund for udviklingen af mange nye computerspil. 
Et eksempel er Valves ”Source Engine”, der er brugt til spil som ”Half-Life 2”, ”Counter-
                     
1
Jonathan Blow er spiludvikler der bl.a. har stået for designet af titler som ”Braid”, ”Deus Ex 2” - for at 
læse mere om ham kan denne side anbefales: ” http://number-none.com/blow/”. 
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Strike: Source” og ”Portal” m.fl. (www 1). Game engines er pakket med alt hvad der skal 
bruges i en større spilproduktion. Det indebærer funktionaliteter såsom kunstig 
intelligens, netværk, fuld 3D-rendering etc. (Blow, 2004: 34-35) hvilket er en for stor 
mundfuld for et semesterprojekt. For at læseren ikke skal blive i tvivl benytter vi os af 
ordet framework i stedet for game engine, da det som før nævnt indeholder flere 
funktionaliteter end hvad Java2DGames byder på. Et framework er et 
udviklingsmiljø/værktøj der gør det muligt at lave et nyt program, indenfor et specifikt 
område og indeholder de nødvendige klasser til dette. Det sørger for at de forskellige 
klasser kan tale sammen, og gør på den måde at den grundlæggende programmering 
allerede er udført. 
1.3 Status af Java2DGames 
Java2DGames virker overordnet set som ønsket. Vi har været i stand til at udvikle spil, 
der benytter sig af flere forskellige aspekter, såsom fremvisning af billeder, afspilning af 
lyd, håndtering af bruger-inputs mm. Det indeholder dog stadig problemer indenfor 
særlige områder der kræver debugging. Vi har testet Java2DGames på flere maskiner, og 
på en af disse havde frameworket svært ved at operere med andre billede-filtyper end 
PNG. Der er også fundet nogle steder i programmet hvor bedre brug af exceptions og 
fejlmeldinger kunne være ønsket. 
1.4 Rapportstruktur 
I starten af rapporten står et forord med læsergruppe og et abstrakt på dansk og på 
engelsk, efterfulgt af en indholdsfortegnelse. Derefter følger seks kapitler:  
 
 Indledningen præsenterer læseren for hvad projektet omhandler, hvordan 
rapporten er sat op, samt de konklusioner projektet drager. 
 ”Design af framework” handler om hvad et framework er og hvordan det 
kan designes. Derefter gennemgår kapitlet gruppens design af 
Java2DGames, der udmunder i en kravsspecifikationen af frameworket. 
 ”Brugervejledning” giver en gennemgang af Java2DGames’ indhold og 
generelle opbygning. Efter at have læst dette afsnit er det muligt at 
påbegynde udviklingen af sit første spil i Java2DGames. 
 ”Dokumentation” giver læseren en teknisk gennemgang af Java2DGames. 
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 ”Test af Java2DGames” gennemgår hvordan vi har afprøvet frameworkets 
funktionalitet, og påpeger hvilke fejl vi er stødt på undervejs. 
 ”Konklusion” samler delkonklusionerne fra ”Design af framework” og ”Test 
af Java2DGames”, og indeholder desuden en perspektivering. 
 
Rapporten er struktureret sådan for at give læseren en overskuelig gennemgang af 
projektet. ”Design af framework” giver brugeren en forståelse af hvorfor de forskellige 
metoder er inkluderet. Rapporten tager efterfølgende fat i brugervejledningen, der giver 
den nødvendige gennemgang af hvordan Java2DGames benyttes og kan læses 
enkeltstående. Læseren præsenteres derefter for ”Dokumentation”, der giver indblik i 
hvordan de forskellige metoder er bygget op. ”Test af Java2DGames” præsenterer 
testresultater ud fra ”blackbox”-tests, der skal klargøre hvilke problemer frameworket har 
udvist, og hvad der kan gøres for at undgå dem. Læseren får afslutningsvist præsenteret 
hvad Java2DGames har opnået, og hvad vi mener, kan gøre Java2DGames endnu bedre 
igennem via et perspektiverings-afsnit. 
1.4.1 Afsnit og skrifttyper 
Når der bliver skrevet programfragmenter i teksten sker det ved brug af ”courier new”-
typografien, da denne bruges i de fleste API’er til Java. Der forekommer også 
skærmbilleder af kodestumper. Når der præsenteres en programkodeblok bruges samme 
typografi, f.eks.: 
System.out.println(”Dette er en programkodeblok- ”); 
System.out.print(”den er sat ind i et kode eksempel.”); 
Kodeeksempel 1.1 
Vi benytter os af kursiv når der er tale om håndtering af metoder og funktioner på en 
specifik måde. F.eks.: 
Metoden skal ”overrides”. 
Klassen ”extendes”. 
 
1.4.2 Resultaternes gyldighed  
I ”design af framework” designer gruppen Java2DGames, der er baseret på gruppens egne 
forestillinger om hvad et framework skal indeholde, og ikke på en markedsanalyse. 
Programspecifikationen er dermed lavet efter gruppens egne forestillinger og idéer. Test 
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af Java2DGames er udført af gruppen selv. Det er derfor afgørende at forstå at 
resultaterne er baseret på gruppens egne krav. 
1.5 Resultater og konklusioner 
Rapporten konkluderer at brugen af Java2DGames, gør udviklingen af et 2D-
computerspil nemmere. Da Java2DGames er simpelt og minimalt, er det meget fleksibelt 
i den forstand at det kan bruges til udvikling af mange forskellige genrer af spil. 
Frameworkets minimalistiske design sætter dog også begrænsninger. Mange af de 
funktionaliteter der kunne tænkes at være i et computerspil, bliver brugeren selv nødt til 
at skrive. Til gengæld kan Java2DGames let udvides med brugerspecificerede klasser og 
giver frameworket øget funktionalitet. 
Det er med andre ord nemt som let øvet programmør at udvikle simple spil med få linjers 
kode, og for de mere øvede er der er god mulighed for videreudvikling. 
 
1.6 Perspektiver 
Java2DGames fungerer som et fint fundament for simpel spiludvikling. Der mangler dog 
stadig mange funktionaliteter for at kunne udvikle spil der er konkurrencedygtige på 
nutidens spilmarked. Frameworkets opbygning gør det dog muligt at implementere alle 
disse nødvendige funktionaliteter, og stadig beholde den samme simple kerne og 
generelle klassestruktur. Der kan f.eks. udvikles en klasse, eller implementeres en metode, 
der kan håndtere avancerede fysik-algoritmer, så alle spillets objekter kan benytte sig af 
denne. Man kunne også forestille sig en bedre håndtering af billede behandling, der 
muliggjorde mere avancerede animationer og/eller brug af vektorbaseret grafik. Alle disse 
idéer er ganske mulige udvidelser, der kunne løfte Java2DGames’ potentiale som attraktiv 
udviklingsplatform. 
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2 Design af framework 
I dette kapitel præsenteres læseren for begrebet frameworks og gruppens design af 
Java2DGames. Kapitlet klarlægger hvad et framework er, hvordan et sådant designes, og 
munder ud i vores kravspecifikation. 
2.1 Hvad er et framework 
Et framework er en skabelon for hvordan et nyt program bliver struktureret. Det 
indeholder klasser der allerede er skrevet og hvis interne kommunikation allerede er 
fastlagt. 
Et framework defineres af Booch (1994: 162) på følgende måde ”A collection of classes 
that provide a set of services for a particular domain; a framework thus exports a number 
of individual classes and mechanisms that clients can use or adapt.”. Ifølge Booch er et 
framework en samling af klasser der yder funktioner indenfor et specifikt område. Det 
indeholder individuelle klasser og funktioner som klienter kan bruge eller tilpasse - 
klienter er i dette tilfælde programmer der benytter klasserne. Booch supplerer med at 
sige at et framework også kan være område-neutralt, og derfor ikke behøver at være 
designet indenfor et specifikt område (Booch 1994: 327). Det betyder at frameworket 
bliver anvendeligt til et større udvalg af programmer. Booch argumenterer for, at så længe 
der findes flere programmer der løser lignende opgaver indenfor det samme område, er 
der grundlag for at lave et framework. 
Frameworks giver mulighed for at minimere den tid der bruges på at udvikle et objekt-
orienteret program. Fordi et framework som regel er designet indenfor et specifikt 
område, behøver det kun at indeholde de funktioner der er nødvendige indenfor det givne 
område, hvilket resulterer i at det bliver lettere at arbejde med og at vedligeholde. Et 
framework kan dog sagtens indeholde mange flere funktioner end de absolut nødvendige. 
Det kan have både sine fordele og ulemper. Det er f.eks. en fordel for en programmør der 
skal lave et program under tidspres, at frameworket indeholder mange funktioner, så han 
ikke selv behøver at skrive dem. Det bliver en ulempe når frameworket skal 
vedligeholdes. Desuden kan det gå ud over brugervenligheden. 
Yderligere er et veldesignet framework fleksibelt og brugervenligt ved at lade 
programmøren tilføje sine egne funktioner. 
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2. 2 Hvordan designes et framework 
Booch har designet et ”Foundation Class Library-framework” med navnet ”C++ Booch 
Components”, hvortil han opstiller seks krav for hvad hans klasser i frameworket skal 
opfylde. Disse krav er taget fra Boochs bog ”Object-Oriented Analysis and Design with 
Applications” (Booch 1994: 328-329). 
 
Complete The library must provide a family of classes, united by a shared interface 
but each employing a different representation, so that developers can select 
the ones with the time and space semantics most appropriate to their given 
application. 
 
Adaptable All platform-specific aspects must be clearly identified and isolated, so that 
local substitutions may be made. In particular, developers must have control 
over storage management policies, as well as the semantics of process 
synchronization. 
 
Efficient Components must be easily assembled (efficient in terms of compilation 
resources), must impose minimal run-time and memory overhead (efficient 
in execution resources), and must be more reliable than hand-built 
mechanisms (efficient in developer resources). 
 
Safe Each abstraction must be type-safe, so that static assumptions about the 
behavior of a class may be enforced by the compilation system. Exceptions 
should be used to identify conditions under which a class’ dynamic 
semantics are violated; raising an exception must not corrupt the state of the 
object that threw the exception. 
 
Simple The library must use a clear and consistent organization that makes it easy 
to identify and select appropriate concrete classes. 
 
Extensible Developers must be able to add new classes independently, while at the 
same time preserving the architectural integrity of the framework. 
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Vi vil i følgende afsnit præsentere og diskutere hvordan disse kriterier bliver brugt i 
projektet som generelle krav for designet.  
Som Booch fremlægger det skal hans framework være en komplet ”familie” af klasser, så 
brugeren kan vælge hvilke metoder der skal bruges til at løse et problem.  
Desuden skal klasserne tydeliggøres når de indeholder platformsspecifikke funktioner, og 
det skal være muligt at udskifte dem hvis dette er tilfældet. Men eftersom Java er 
platformsuafhængig undlader vi at beskæftige os videre med dette krav. Klasserne skal 
være effektive i den forstand at de nemt kan benyttes sammen, og deres run-time og 
pladsforbrug skal være så minimal som muligt. Derudover skal de være mere driftsikre 
end ”hånd-byggede” funktioner. 
Booch opstiller et krav til sikkerheden af at hver klasse indeholder korrekte datatyper, 
samt at fejlmeldinger kastes fra de rigtige kilder. Desuden skal ”frameworket” være 
opbygget på en sammenhængende måde, der gør det nemt at identificere og vælge 
konkrete klasser. Slutteligt påpeger Booch at det skal være muligt for brugeren at tilføje 
nye klasser, uden at det ændrer på integriteten af ”frameworket”. 
2.3 Egne krav 
Boochs krav giver os en gennemgang af hvad klasserne i et framework til et ”Foundation 
Class Library” skal opfylde. Vi har opstillet vores egne krav til frameworket som følger: 
 
Fleksibilitet Frameworket skal kunne lade brugeren skrive sine egne klasser og metoder, 
og nemt udvide frameworkets funktionalitet uden at ødelægge integriteten af 
det. 
 
Simpelt Det skal indeholde så få klasser og metoder som muligt, for at give brugeren 
et bedre overblik. Det skal indeholde intuitive navngivninger af klasser og 
metoder, der ligeledes øger brugervenligheden. 
 
Komplet Frameworket skal indeholde alle de nødvendige funktioner der skal bruges 
for at udvikle et 2D computerspil. Det skal være nemt at benytte klasserne 
sammen, så det bliver en effektiv udviklingsplatform for 2D computerspil. 
 
Sikkerhed Frameworket skal kaste exceptions og informere brugeren om hvor fejlene 
opstår ved forkert brug af frameworket. 
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Booch opstiller flere krav og punkter som vi har valgt ikke at inkludere i vores krav. Her 
kan nævnes optimering af programkode. Vi bruger ikke tid på at finde den absolut mindst 
krævende algoritme, men fokuserer i stedet på lethed i forbindelse med implementering af 
metoder, samt brugervenlighed. Vi vil dog være opmærksomme på en vis kode-
effektivisering. Hvis der f.eks. er 100 instanser af Actor-klassen og de skal tjekke om de 
kolliderer med andre aktører, kan det gøres på forskellige måder. Hvert objekt kunne have 
en metode til at tjekke om det kolliderer med et andet, hvilket betyder at et objekt tjekker 
for 99 andre, altså bliver der lavet 99^2 = 9801 tjek hvis denne metode kaldes for alle 
aktører i verdenen. Hvis metoden derimod tjekker efter ét enkelt objekt, f.eks. spillerens 
aktør, eller hvis metoden kun kaldes for én aktør, vil der kun blive foretaget 99 tjek. Det 
er nemmere for brugeren at lave en instans af en aktør der automatisk tjekker om det 
kollidere med noget, selvom det gør koden ”tungere” i sidste ende. Eksempler som dette 
vil vi være opmærksomme på, dog uden at gå yderligere i dybden med effektivisering. 
Java er platformsuafhængigt og vi ser derfor ikke videre på krydsplatformskompatibilitet. 
2.4 Krav til spil lavet i Java2DGames 
For at kunne give et billede af hvordan spil udviklet i vores framework ville se ud, har vi 
beskrevet hvad vi forventer af et 2D computerspil. 
 
Der er mange genrer indenfor 2D computerspil; puzzle, point and click, sidescroller etc., 
og da frameworket skal fungere som skelet til så mange typer spil som muligt, er der 
derfor ikke inddraget specifikke funktioner relateret til spilmekanikkerne i de forskellige 
genrer. Det vil være op til brugeren selv at definere spilmekanikkerne i spillet. 
2.5 Krav til et 2D spil 
Her opremser vi de virkemidler vi som minimum forventer af et 2d computerspil  
 
2.5.1 Grafik 
Grafik er et af de mest grundlægende aspekter i alle typer computerspil. Der findes dog 
spil som ikke benytter sig af grafik. Nogle af de første computerspil var tekstbaserede 
rollespil fra de tidlige 70’ere. Men selv moderne spiludviklere har eksperimenteret med at 
undlade grafik (www: 2). Disse er dog få og enkeltstående eksempler. 
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Vi mener derfor at grafisk repræsentation af spillets logik er altafgørende for et 
computerspil. 
 
2.5.2 Lyd  
Lydeffekter og musik er utrolig vigtige elementer for indlevelsen i moderne spil, der bl.a. 
benytter sig af store symfoniorkesterindspilninger og professionelt stemmeskuespil. 
Derudover kan lydeffekter også bruges som styrende elementer i et spil, og give spilleren 
en bedre forståelse for hvad der sker i spillet. Lyd er derfor også et af de punkter 
Java2DGames skal kunne håndtere. 
 
2.5.3 ”Gameflow” 
Med ”gameflow” menes der håndteringen af spillets forskellige tilstande. Dvs. om spillet 
f.eks. er aktivt, afsluttet eller pauset. Det skal være nemt og intuitivt for brugeren at skifte 
mellem disse tilstande efter behov. 
 
2.5.4 Bruger input  
Dette punkt er en selvfølge, da noget af det som helt grundlæggende definerer et spil er 
det interaktive aspekt, hvor brugerens inputs er med til at påvirke spillets udvikling. Det 
er derudover vigtigt at frameworket kan håndtere multiinput fra tastaturet, samt fra 
musen. 
2.6 Et spil i Greenfoot 
For at kunne definere hvad vores framework skal indeholde, har vi set eksempler på hvad 
andre frameworks bruger. Vi har valgt at kigge på Greenfoot, da det er et framework der 
er skrevet i Java og er lavet til at lære objekt-orienteret programmering ved at udvikle 
spil, simulationer og andre grafiske programmer (www: 3). Endnu en grund til at vi har 
valgt Greenfoot er at kildekoden er offentligt tilgængelig, hvilket giver os mulighed for at 
se nærmere på deres klasseopbygning etc.. Greenfoot er et udviklingsmiljø der giver en 
grafisk repræsentation af spillets objekter under udviklingen. (se figur 1) 
Af Greenfoots forskellige spil har vi valgt at kigge nærmere på deres klon af ”Lunar 
Lander” der går ud på at lande en rumraket på månen. Dette lille og overskuelige spil er et 
godt eksempel på hvilken grad af spilkompleksitet vores framework skal kunne opfylde. 
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2.6.1 Greenfoots ”Lunar Lander” 
Målet med dette afsnit er at klarlægge hvilke elementer der er vigtige for et spil i 
Greenfoot ud fra brugerens perspektiv. 
 
Figur 1 Skærmbillede af Greenfoot hvor spillet “Lunar Lander” er igang. Run-knappen er aktiveret og er derfor 
repræsenteret som pause-knappen. 
 
I højre side af billedet er der en liste der viser hvilke ”World-classes” og hvilke ”Actor-
classes” programmet indeholder. Moon er en klasse der nedarver fra ”World”, mens 
aktørerne nedarver fra Actor-klassen. World- og Actor-klasserne er de overordnede 
klasser, eller superklasser, som alle andre brugerskabte klasser i programmet nedarver fra. 
Både World og Actor indeholder billedeobjekter til henholdsvis baggrunden i World og 
spilobjekterne i Actor-klassen. Begge disse klasser kan udvides med lyd. En vigtig 
funktion er ”Run”, der er en knap placeret i ”spil-rammen” - denne sætter spillet i gang og 
gør det muligt at benytte keyboardet til at styre raketten. 
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2.6.2 Essentielle klasser 
For at kunne spille ”Lunar Lander” er følgende elementer nødvendige: en aktør (raket) i 
en verden (moon), muligheden for at starte og stoppe spillet, en grafisk repræsentation af 
spilobjekter, lyd-effekter, samt brugerinputs. 
Efter en gennemgang af klasserne i Greenfoot har vi udvalgt de seks klasser vi mener, er 
absolut nødvendige for vores framework. Disse klasser bruger vi som generelle 
inspirationskilder til udformningen af vores framework - Java2DGames. 
Greenfoots klasser der behandler de nødvendige elementer hedder følgende: Actor, 
Greenfoot, GreenfootImage, GreenfootSound, MouseInfo og World. 
Vi har udarbejdet en liste over de metoder vi betragter som værende de mest essentielle i 
et framework. Vi har med vilje udeladt de mest simple set- og get-metoder og 
konstruktører. 
Actor World J2DGImage 
int X; 
int Y; 
int width; 
int height; 
Rectangle rect; 
World world; 
int cellSize; 
int lengthInCells; 
int heightInCells; 
ArrayList 
actorsInWorld<Actor>; 
Image img; 
paint(); 
act(); 
collision(); 
getKeyPressed(); 
getKeyReleased(); 
addActor (); 
update (); 
paintComponent (); 
loadImage(); 
getImage(); 
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MouseInfo var ikke en af de klasser vi fokuserede så meget på i starten, så da vi startede 
med at skrive frameworket, havde vi ikke defineret dens indhold. Vi har hentet inspiration 
fra denne side: ”Java GAME Progamming”, særligt med hensyn til implementering af 
game-loopet (www: 4). 
2.7 Kravsspecifikation 
Prioriteringen af kravene skrives efter ”MoSCoW” skalaen. MoSCoW er en forkortelse af 
udtrykkene ”must have”, ”should have”, ”could have” og ”won’t have”. ”Must have” 
udtrykker hvilke krav programmet absolut skal opfylde, mens ”should have” beskriver 
krav som skal opfyldes om muligt. ”Could have” er krav der kan opfyldes hvis 
begrænsningerne (f.eks. tid) tillader det og ”won’t have” er krav stillet til programmet 
som først bliver implementeres i en senere version. 
De funktionelle krav for Java2DGames er baseret på afsnittet ”Krav til et 2D spil”.  
 
Must have: 
 Programmet skal implementere et ”gameflow”. 
 Brugeren skal let kunne behandle brugerinput fra tastatur og mus. 
J2DGSound J2DG 
URL url; 
AudioClip ac; 
double fps; 
int frameWidth; 
int frameHeight; 
World world; 
GameLoop gm; 
loadSound(); 
start(); 
stop(): 
loop (): 
getGameState(); 
addWorld(); 
getWorld(); 
startGame(); 
pauseGame(); 
unPause(); 
update(); 
getKeyPressed(); 
getKetReleased(); 
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 Programmet skal kunne håndtere multi-input. (flere input fra tastatur på én 
gang samt  fra mus) 
 Brugeren skal kunne bruge lydfiler til baggrundsmusik (loops) og 
lydeffekter. 
 Billeder skal kunne bruges som baggrundsbillede og til grafisk 
repræsentation af spilobjekter. 
 Brugeren skal kunne skabe aktører og verdener. 
 
Should have: 
 Animation: Dynamisk skalering, frameanimationer. 
 Håndtering af flere spillere. 
 In-game menuer hvor spilleren f.eks. kan justere lyd-indstillinger. 
 
Could have: 
 Computermodstandere – kunstig intelligens. 
 
Won’t have: 
 Programmet skal kunne spille over netværk med op til fire spillere. 
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3.1 Indledning 
I dette kapitel gennemgår vi hvordan man bruger Java2DGames og kommer med 
konkrete eksempler på til et design af et spil. Sidst i kapitlet finder du en API, for at give 
give information om de vigtigste metoder i Java2DGames. 
3.1.1 Læserkrav 
Denne brugervejledning er skrevet til folk der ønsker at lave 2D-spil, og har lidt til 
moderat kendskab til Java eller andre lignende objektorienterede programmeringssprog. 
Det er med andre ord nødvendigt at kende til de basale programmeringstermer som 
klasser og metoder. Det er derimod ikke nødvendigt at have tidligere erfaring med 
spiludvikling. I afsnittet ’Liste over klassernes vigtige metoder’ er beskrivelserne af 
metoderne hentet fra Java2DGames’ API og er derfor på engelsk. For at læse dette afsnit 
er det en forudsætning at kunne læse engelsk. 
3.1.2 Systemkrav 
For at bruge Java2DGames frameworket skal du have installeret et JDK (Java 
Development Kit), som kan hentes fra 
http://www.oracle.com/technetwork/java/javase/downloads/jdk-7u2-download-
1377129.html. 
Et integreret udviklingsmiljø kan være med til at lette udviklingsfasen. Her anbefaler vi 
Eclipse. 
3.1.3 Opsætning 
Alt efter hvilket udviklingsmiljø 
du benytter dig af findes der 
forskellige måder at importere 
Java2DGames. I Eclipse gøres 
dette ved: 
 
File>import>File System 
 
Vælg “browse” og find 
Java2DGames pakkens 
placering. 
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3.2 Frameworkets formål 
Der findes mange forskellige typer computerspil, og deres spilmekanik samt udseende 
kan variere enormt meget. Men bag scenen vil det meste af koden være identisk. Der 
findes altså visse facetter, der går igen i alle typer spil. Det er denne ’kerne’ 
Java2DGames udgør og det kan derfor fungere som skelet for alle typer spil, der kan 
repræsenteres i et todimensionelt univers. Java2DGames er derved med til at gøre det 
nemmere og hurtigere at udvikle spil, da mange af de funktionaliteter du med garanti vil 
få brug for, allerede er skrevet og står til fri afbenyttelse. 
3.2.1 Klasserne i Java2DGames 
I dette afsnit vil vi give en introduktion til de forskellige klasser, som Java2DGames 
består af. Vi vil her komme ind på hvilken rolle de forskellige klasser udgør, og give 
eksempler på hvilke spilelementer der skabes ud fra hvilke klasser. Hensigten med dette 
afsnit er ikke at give en detaljeret gennemgang af klassernes variabler og metoder (der 
henviser vi til API’en eller kapitlet ”Klassernes vigtige metoder” som du finder på side 33 
her i brugervejledningen). Hvad vi derimod ønsker at gøre her, er at give den nødvendige 
praktiske information, så du hurtigt får en basal forståelse for Java2DGames’ opbygning 
og dermed selv bliver i stand til at skabe dine egne spil. 
 
3.2.1.1 J2DG 
J2DG extender JFrame. Når du opretter en instans af J2DG, skabes der altså det vindue 
som spillet vises på. Når du initialiserer J2DG kan du angive størrelsen på vinduet, samt 
hvor mange opdateringer i sekundet spillet skal udføre. Det er en god ide at vælge en 
opdateringshastighed der ikke er højere end den/de monitorer spillet skal afvikles på, da 
dette blot vil medføre unødvendige beregninger for computeren. Denne opdatering 
foregår i J2DGs gameloop, som også er placeret i denne klasse. Når metoden 
startGame() kaldes, bliver en Thread sat i gang, der indeholder en uendelig 
while-løkke (while(true)). I denne løkke findes andre løkker der er afhængige af 
J2DGs GameState. Denne Gamestate er et enum-objekt der kan have værdierne 
Figur 2. File System import af Java2DGames. 
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PLAYING, PAUSED eller GAMEOVER. 
J2DG er også klassen der tager sig af alle spillerens input. Dette gøres ved hjælp af Key- 
og MouseListener interface’ne. J2DG omskriver disse Events (handlinger) til 
Strings (fra tastaturet) og Integers (fra musen) og videresender informationerne til 
andre dele af frameworket. 
3.2.1.2 World 
World klassen repræsenterer den verden spillet afvikles i. Den kan derfor ses som en 
’container-klasse’ hvor alle spil-objekterne indsættes. World extender JPanel og er 
derfor ansvarlig for spilobjekternes relative placering i spil-vinduet. Vi har valgt at lade 
World indeholde et ’gitter’ for at gøre denne placering og omrokering nemmere. Variablen 
cellSize henviser til hvor mange pixels hver ’gitter-enhed’ består af. I langt de fleste 
spil vil man operere med en cellSize på én, hvilket svare til normal pixel 
positionering. Men i visse spil, som f.eks. Tetris eller andre lignende puzzle spil, vil det 
være hensigtsmæssigt at bruge større ’gitter-enheder’ da spillets love altid kun tillader at 
spilobjekterne bliver flyttet et givent antal pixels. Som tidligere nævnt er det World 
klassen der indeholder alle spillets objekter. Dette gøres ved hjælp af en ArrayList 
samt metoder til at tilføje og fjerne spilobjekter til verden. 
 
3.2.1.3 Actor 
Actor-klassen er den klasse der skal bruges til at skabe alle spillets objekter. Alt fra 
spillerens avatar, fjender og våben, til selve banens byggesten skabes ud fra Actor-
klassen. Det vil derfor også være denne klasse du selv kommer til at bruge og udvide 
mest, da der selvfølgelig kan være stor forskel på spillets forskellige objekter. 
Actor-klassen indeholder metoder der tester om et Actor-objekt overlapper et andet Actor-
objekt. Dette kaldes collision-detection og er yderst afgørende i alle former for dynamiske 
computerspil. Når der skal testes for kollision skabes et usynligt rektangel, hvorpå den 
egentlige collision-detection udføres. Dette kan skabe nogle problemer, da det 
selvfølgelig ikke er alle spilobjekter som er firkantede. Denne problematik kan dog løses, 
og vil blive behandlet her i brugervejledningen i kapitlet ’Forslag til avancerede 
udvidelser’. Grunden til at vi har valgt denne løsning er at den er en del af Javas 
indbyggede funktioner og let at implementere. 
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3.2.1.4 J2DGImage 
J2DGImage er den simpleste af alle klasserne. Den indeholder et billede i form af et 
Image objekt og to væsentlige metoder: én metode til at tilføje et billede, og én til at 
returnere det. De gyldige filtyper du kan benytte dig af er JPG, PNG, GIF, BMP og BNM. 
Alle billeder skal ligge i din projektmappe. Denne mappe skal kaldes ’pictures’. 
J2DGImage-objekter kan knyttes til alle dele af Java2DGames-frameworket. World- og 
Actor-klasserne indeholder allerede fra starten et J2DGImage-objekt, men man kan 
sagtens forestille sig situationer hvor de havde brug for mere end ét billede. Eksempelvis 
er World klassens indbyggede billede beregnet til spillets baggrund, men hvis der på 
skærmen også skulle vises en high-score, kunne dette gøres gennem billeder der var 
knyttet til World-objektet. 
3.2.1.5 J2DGSound 
Klassen J2DGSound fungerer næsten ligesom J2DGImage-klassen, bare med henblik på 
afspilning af lyd i stedet for fremvisning af billeder. Der findes én metode til at loade en 
lydfil, én til at afspille den, én til at loope den og en sidste metode til at stoppe 
afspilningen igen. Filformaterne der kan benyttes er WAV, AU og MID. Alle lydfiler skal 
ligge i en mappe kaldet ’sounds’, som placeres i projekt-mappen. Hverken World- eller 
Actor-klassen indeholder et lyd objekt, så hvis du vil have nogen som helst form for lyd 
med i dit spil skal dette tilføjes. 
3.3 Klassernes roller - Dukketeateret 
For at give en klar idé om Java2DGames' basale struktur vil vi benytte os af en analogi. 
Tænk på spillet du vil skabe som et dukketeater. Alle Actor-objekterne vil selvfølgelig 
være dukkerne 
og alle rekvisitterne på scenen, der kan få tildelt en prædefineret opførsel. Scenen vil 
svare til World-
klassen. Et 
World-objekt 
kan godt være 
større end det 
publikummet 
kan se. Der kan 
altså sagtens 
Figur 3 Dukketeater analogi 
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være et backstage område hvor dukker venter på at blive taget i brug. Alt dette opleves 
gennem en begrænset ramme, i dette tilfælde et J2DG-objekt. Hvis der ikke bliver skabt 
et J2DG-objekt vil tæppet aldrig gå op, og publikummet aner ikke hvad der forgår på 
scenen. Publikum kan også godt interagere med dukkerne. Råbe ad dem, eller hvis 
stykket er dårligt, kaste rådne tomater efter dem. Men for at disse brugerinput skal kunne 
nå dukkerne, må de først passere gennem rammen, gennem scenen, for til sidst at nå de 
ønskede aktører/dukker. Der vil selvfølgelig være mange mekanikker i Java2DGames der 
ikke bliver belyst gennem dette eksempel. Men denne simple analogi kan forhåbentlig 
være med til at klargøre klassernes basale funktionalitet, og afsløre eventuelle problemer 
du måtte have med benyttelsen af Java2DGames. F.eks. skal der aldrig skabes mere end ét 
J2DG objekt, da der så ville værre to forestillinger i gang på samme tid, hvilket kun ville 
forvirre publikummet. Og har du tilføjet en Actor til din World som du ikke kan se? Tjek 
koordinaterne en ekstra gang. Det kan være den står ude backstage eller i scenekanten. 
 
3.4 Tilblivelsen af et spil – skridt for skridt 
Dette afsnit vil beskrive hvordan et spil skabes ud fra Java2DGames skridt for skridt. Vi 
vil tage udgangspunkt i et konkret spil vi selv udviklede for at teste Java2DGames’ 
funktionalitet. Bemærk at vi ikke går i dybden med alle spillets metoder og variabler, kun 
dem der har relevans for den generelle udviklings-proces. 
I spillet som vi kalder ”Hit & Dodge” er syv grønne kugler fordelt hen over skærmens x-
akse. De flyver opad indtil de når vinduets top, hvorefter de genindsættes i bunden af 
vinduet - de kører altså i et konstant loop. En rød kugle bevæger sig fra venstre mod højre 
i vinduet og genindsættes i venstre side når den når ud over vinduets højre side. Spilleren 
kan bruge keyboard tasterne ”op” og ”ned” til at styre den røde kugles placering på y-
aksen. Hvis den røde kugle kolliderer med en af de grønne kugler, vil den grønne kugle 
blive ”tændt”. Kolliderer den røde kugle med en allerede tændt grøn kugle, vil denne 
blive slukket igen. Hvis man trykker på ”space” vil den røde kugle gå i ”turbo-mode”. I 
”turbo-mode” skifter farven til blå, og kuglens fart øges. Dette deaktiveres ved at trykke 
på ”space” igen. Målet er at kollidere den spillerstyrede røde kugle med de syv grønne 
kugler, og holde dem alle ”tændt” på én gang. 
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Figur 4 Skærmbillede af Hit & Dodge 
 
3.4.1 Opret dine egne klasser 
Det første vi gør, er at skrive en ny klasse der forlænger, eller extender, J2DG. Denne 
klasse kalder vi J2DGGameTest. Dette betyder at et J2DGGameTest-objekt er et J2DG-
objekt. Det nedarver altså alle de metoder som J2DG indeholder, og vi kan derudover 
tilføje ekstra variabler og metoder. 
Det samme gør vi med World-klassen, hvor vi skaber en nedarvet klasse kaldet 
TestWorld. Af Actor-klassen skaber vi to forskellige klasser, nemlig TestActor og 
TestActor2. Vi skaber to forskellige Actor-klasser, fordi der i ”Hit & Dodge” er to 
forskellige slags aktører: den røde kugle og de grønne kugler. De to Actor-typer har 
forskellig adfærd og derfor er det nødvendigt at skabe to forskellige klasser. 
 
Herunder ses hvordan vi skriver en konstruktør til vores nye J2DGGameTester-klasse. 
Ved at skrive super() videresender vi de argumenter som J2DG-klassen skal bruge. 
I J2DGGameTester tilføjer vi kun én ny metode, nemlig main-metoden. Derudover 
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”overrider” vi initialize-metoden. I J2DG er initialize-metoden tom, da det er 
i denne at man opretter sine spilobjekter og indlæser sine billeder og lydfiler. Se 
kildekoden til ”Hit & Dodge” for at få indblik i hvilke ekstra funktionaliteter vi tilføjer de 
andre nedarvede klasser. 
 
 
Figur 5 Programkodeeksempel fra Hit & Dodge 
 
3.4.2 Sammenkobling af J2DG, World og Actor 
Efter man har udvidet sine klasser og oprettet objekter af dem, skal de forbindes. Dette er 
altafgørende for at frameworkets funktionaliteter skal fungere. Både grafisk fremvisning, 
spillets opdatering og al brugerinput fra både keyboard og mus er afhængig af denne 
sammenkobling. 
I J2DG findes metoden setWorld, der tilføjer en verden til dit vindue. I World-klassen 
finder du addActor-metoden, der tilføjer en Actor til din World. Begge disse metoder 
kaldes i initialize-metoden umiddelbart efter objekterne er blevet oprettet. Herunder 
er et billede der viser den sammenkobling der udføres og hvilke metoder der skal kaldes 
for at forbinde klasserne. 
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Figur 6 Oversigt over sammenkoblingen af J2DG, World og Actor klasserne 
 
3.4.3 Tilføjelse af billeder 
Alle Actor- og World-instancer indeholder et J2DGImage, der blot skal have tilføjet en 
billede. Metoden setImage tager en String() som argument, der er navnet på den fil 
som skal loades. Dette gøres ved at skrive: 
 
actorNavn.setImage(”filNavn.jpg”); 
worldNavn.setImage(”filNavn.jpg”); 
Kode eksempel 3.1 
 
Så let er det at tilføje et billede til objekterne i Java2DGames. Hvis dit Actor og World-
objekt er korrekt sammenkoblet (J2DGobj.setWorld(world) og 
World.addActor(actor)), vil de nu automatisk blive tegnet på skærmen for hver 
”update”. 
 
Ønsker man at tilføje billeder til en helt ny klasse i Java2DGames, kræver det kun tre 
simple handlinger: 
1. opret et J2DGImage-objekt blandt de globale variabler i det objekt billedet skal 
knyttes til. 
2. indlæs billedet ved at kalde setImage(”filNavn”), med filens navn som metode-
parameter. Husk at tilføje billedets filformat, f.eks. ”.jpg” hvis det er et JPEG 
billede. 
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3. kald billedets getImage-metode for at vise det. Dette bliver automatisk gjort for 
alle Actor-objekter som er blevet tilføjet dit World-objekt via addActor-metoden. 
 
Som tidligere skrevet er det ikke alle billede-filtyper som understøttes af J2DGImage-
klassen. Derudover er billedernes placering også vigtig, da metoden setImage() 
kigger efter navnet på filen i en mappe kaldet ”pictures”, der er placeret i projektmappen. 
3.4.4 Tilføjelse og aktivering af lyd 
At oprette og afvikle lyd i Java2DGames kan, ligesom billeder, gøres ved tre simple 
handlinger: 
1. opret et J2DGSound objekt. 
2. load lydfilen ved at kalde setSound (”filNavn”), med filens navn som metode-
parameter. Husk at filformatet skal være: AU, MID eller WAV og at disse fil-
endelser også skal skrives med. 
3. Når lydobjektet er oprettet og filen er loadet kan lyden afspilles ved at skrive 
følgende: lydObjektNavn.start();. Så enkelt er det. Skal lyden gentages kan 
den startes ved at man skriver lydObjektNavn.loop() og afsluttes igen med 
lydObjektNavn.stop(). 
Alle lydfiler skal placeres i en mappe kaldet ”sounds”, der er placeret i projektmappen. 
3.5 Håndtering af brugerinput 
Java2DGames understøtter to forskellige måder at håndtere tastatur-inputs fra brugeren. 
Den ene er ekstremt simpel at bruge, hvor den anden er en smule mere avanceret. Den 
mere avancerede løsning giver dog bedre performance, da Actor-objektet ikke vil udføre 
en forespørgsel for hver update. Herunder giver vi en vejledning i den simple håndtering 
af bruger-inputs, hvorefter vi følger op med den avancerede løsning der også inkluderer 
mouse-inputs. 
3.5.1 Den simple løsning 
I Java2DGames er det meget let at behandle spillerens input. Din Actor har to metoder der 
kan benyttes, begge kaldet isKeyDown. Den ene modtager en ’String’ som argument, en 
anden modtager en ’char’. 
Det skal indskrives i act-metoden på den Actor-klasse der skal benytte sig af bruger 
input. 
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Hvis du f.eks. vil have din Actor til at udføre en bestemt handling når der bliver trykket 
på ’space’-tasten, er det bare at skrive: 
 
if(isKeyDown(”SPACE”)) 
 udfør handling 
Kodeeksempel 3.2 
 
Ønsker du at få din figur til at hoppe når der trykkes ’a’, skriver du blot 
 
if(isKeyDown(’A’)) 
 Udfør hop 
Kodeeksempel 3.3 
 
Bemærk at alle argumenterne skal skrives med stort - du kan derfor ikke operere med små 
bogstaver i Java2DGames hvis du benytter dig af denne simple input-løsning. En anden 
vigtig forudsætning er at hvis du benytter taster der ikke er knyttet til de normale 
alfabetiske tegn eller tal, skal argumentet skrives som en String, altså i dobbelte 
citationstegn ”...”. Er det derimod et normalt bogstav eller tal skal det skrives i enkelt 
citationstegn ’...’. 
F.eks. skal du skrive ”ESCAPE”, ”ENTER” og ”UP”, hvorimod bogstaverne og tallene 
skal skrives ’A’, ’B’ ’1’ og ’2’. Herunder ses en liste over isKeyDown metodens gyldige 
inputs. 
 
’Q’ ’W’ ’E’ ’R’ ’T’ ’Y’ ’U’ 
’I’ ’O’ ’P’ ’A’ ’S’ ’D’ ’F’ 
’G’ ’H’ ’J’ ’K’ ’L’ ’Z’ ’X’ 
’C’ ’V’ ’B’ ’N’ ’M’ ’0’ ’1’ 
’2’ ’3’ ’4’ ’5’ ’6’ ’7’ ’8’ 
’9’ ”SPACE” ”CONTROL” ”ALT” ”SHIFT”  
”ENTER”  ”ESCAPE” ”DOWN” ”UP” ”LEFT” ”RIGHT” ”F1” 
”F2” ”F3” ”F4” ”F5” ”F6” ”F7” ”F8” 
”F9” ”F10” ”F11” ”F12” 
 32 
 
3.5.2 Avancerede bruger-inputs 
J2DG-klassen (eller din egen klasse som nedarver fra J2DG) implementerer to interfaces, 
der har med brugerhåndtering at gøre. Det er KeyListener og MouseListener, der ved 
implementering af interfaces medfører nogle obligatoriske metoder for klassen. For 
KeyListener-interfacet indebærer det de tre følgende metoder: 
 
1. keyTyped (KeyEvent e) 
2. keyPressed (KeyEvent e) 
3. keyReleased (KeyEvent e) 
 
KeyTyped bliver aktiveret hvis en bruger trykker på en keyboard-tast og meget hurtigt 
slipper den igen. Dette bliver ikke behandlet af Java2DGames, da det ikke er interessant i 
spilsammenhæng. Hvis man gerne vil benytte sig af metoden alligevel, kan den blot 
overrides efter ønske. 
Det vi for alvor er interesserede i, er at teste om en tast rent faktisk er blevet trykket ned 
og efterfølgende sluppet, uanset hvor lang tid tasten blev holdt nede. Hvis dette sker, vil 
J2DG omdanne inputtet til en String, der så bruges til at kalde J2DGs to metoder 
getKeyPressed(Sring key) og getKeyReleased(String key), der begge tager en 
String som input. I J2DG vil et tryk på Escape-tasten pause spillet, og et efterfølgende 
tryk starte spillet. World-klassen indeholder ligeledes både en getKeyPressed(String 
key) og en getKeyReleased(String key) der kaldes fra J2DG-klassen. Disse metoder 
er dog tomme, da det herefter er op til dig som programmør at videresende String-
værdierne til de klasser der kunne få brug for dem. I mange spil vil det højst sandsynligt 
være hensigtsmæssigt at videresende inputtet til alle Actors i World’ens Actors-
ArrayList. I andre tilfælde, som her i vores ”Hit & Dodge”, sender vi det kun videre til 
den ene Actor der faktisk påvirkes af brugerens input, nemlig den røde kugle. 
Herunder ses en figur der illustrerer hvordan bruger-inputs bliver behandlet og 
videresendt gennem Java2DGames’ klasser. I dette eksempel er det for keyPressed, men 
alle inputs håndteres på samme måde. 
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Figur 7 Oversigt over tastaturinput håndtering 
 
MouseListener-interfacet medfører fem obligatoriske metoder: 
 
1. mouseEntered() 
2. mouseExited() 
3. mouseClicked() 
4. mousePressed() 
5. mouseReleased() 
 
Som udgangspunkt er det kun de sidste tre metoder vi har valgt at inkludere i 
Java2DGames, men det er selvfølgelig muligt selv at implementere de første to, 
mouseEntered og mouseExited. Håndteringen af mouse-inputs er identisk med 
håndteringen af keyboard-inputs. Den eneste forskel er, at i stedet for at omdanne et 
MouseEvent til en String, omdannes det til to ints. Disse to tal repræsenterer x- og 
y-koordinaterne for musen. 
 
3.6 Opsamling 
Selvom Java2DGames er skrevet som et simpelt og fleksibelt framework er mange af 
klasserne afhængige af hinanden, og derfor er det også vigtigt at følge en bestemt 
fremgangsmåde. Her opremser vi de nødvendige handlinger i punktform: 
1. Opret nye klasser 
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2. Skab objekter af klasserne 
 
3. Billeder og lyd tilføjes de ønskede klasser 
 
4. Disse objekter skal nu tilføjes deres respektive container-klasse. 
 
5. Spillets gameloop startes med metoden startGame(), der findes i J2DG klassen. 
 
3.7 Liste over klassernes vigtige metoder 
Dette er en liste over alle de metoder du kan få brug for. Hvis en metode ikke står 
beskrevet her, er den blot til internt brug og du behøver derfor ikke tænke over dens 
funktionalitet. Teksten er taget fra API’en og er derfor på engelsk. 
 
3.7.1 J2DG 
public static int getFrameWidth() : Returns the width of the frame in pixels. 
public static int getFrameHeight() : Returns the height of the frame in pixels. 
public void setWorld(World newWorld) : Connects the specified World-object to this 
J2DG. 
public static World getWorld() : Returns the World that is connected to this J2DG. 
public void play() : Activates the game-loop. 
public void pause() : Pauses the game, freezing the game-loop. 
public void startGame() : Starts the game from its initial setting. If it is the first time the 
game is being run, the gameThread is started. 
public void restart() : Clears the ArrayList that contains the Actors of the world and 
initializes the game. 
public void initialize() : Empty method. This is where you load your game objects. 
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3.7.2 World 
public void addActor(Actor actor) : Adds the specified Actor to this world. 
public void setJ2DG(J2DG j2dg) : Sets the J2DG instance of this World. 
public J2DG getJ2DG() : Returns the J2DG instance that this World is connected to. 
public void removeActor(Actor actor) : Removes actor from the this world. 
public void clearActors() : Clears the ArrayList containing the Actors connected to this 
world. 
public void setImage(String fileName) : Sets the background-image of this world. 
public J2DGImage getImage() : Returns the background-image of this World. 
public int getCellSize() : Returns cellSize of this World. 
public int getWorldLength() : Returns the length of this World in cells. 
public int getWorldHeight() : Returns the height of this World in cells. 
public ArrayList<Actor> getActors() : Returns the ArrayList containing all the Actors 
connected to this World. 
public void getKeyPressed(String key) : Empty method. This method gets called 
whenever the user is pressing a key. The input-string can then be distributed to the 
Actor(s) of choice. 
public void getKeyReleased(String key) : Empty method. This method gets called 
whenever the user is releasing a key. The input-string can then be distributed to the 
Actor(s) of choice. 
public void getMousePressed(int mousePX, int mousePY) : Empty method. This method 
gets called whenever the user is pressing a mouse-button. The input-integers can then be 
distributed to the Actor(s) of choice. 
public void getMouseReleased(int mouseRX, int mouseRY) : Empty method. This 
method gets called whenever the user is releasing a mouse-button. The input-integers can 
then be distributed to the Actor(s) of choice. 
public void getMouseClicked(int mouseCX, int mouseCY) : Empty method. This 
method gets called whenever the user is clicking a mouse-button. The input-integers can 
then be distributed to the Actor(s) of choice. 
3.7.3 Actor 
public int getX() : Returns the Actors position on the x-axis. 
public int getY() : Returns the Actors position on the y-axis. 
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public void setPosition(int newX, int newY) : Gives the Actor a new position in the 
world. 
public int getWidth() : Returns the width of the Actor. 
public int getHeight() : Returns the height of the Actor. 
public World getWorld() : Returns the world that the Actor is placed within. 
public void setWorld(World world) : Places the Actor within a given world. 
public Image getImage() : Returns the image of the Actors J2DGImage. 
public void setImage(String fileName) : Assigns a  BufferedImage to the Actors 
J2DGImage-object. 
public void act() : Empty method. This method is being called on every 'game-update'. 
This is where you must implement the behavior of the specific Actor-class. 
public boolean collision(Actor other) : Checks if the Actor is colliding with a given 
Actor. 
public void getKeyPressed(String key) : Empty method. This is where the Actor gets its 
key-input in the form of a String. 
public void getKeyReleased(String key) : Empty method. This is where the Actor gets its 
key-input in the form of a String. 
public boolean isKeyDown(char key) : This method checks if a key is being pressed. 
public boolean isKeyToggled(char key) : This method checks if a key has been toggled. 
If you release an untoggled button it gets toggled and vice versa. 
public boolean isKeyDown(String key) : This method checks if a key is being pressed. 
public boolean isKeyToggled(String key) : This method checks if a key has been 
toggled. 
3.7.4 J2DGImage 
public void setImage(String fileName) : Method that assigns an image to the 
J2DGImage-object. The input-String must end with either .JPG, .jpg, .PNG, .pgn, .GIF, 
.gif, .BMP, .bmp, .BNM, or .bnm. in order for file to get loaded, and the image must be 
placed in a folder named "pictures” in your project-folder. 
public Image getImage() : returns the image of this J2DGImage. 
public void drawImage(J2DGImage image, int x, int y) : This method draws an image on 
top of another image. 
public void scale(int width, int height) : Scales the size of an image. 
public J2DGImage getJ2DGImage() : Returns this J2DGImage-object. 
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public int getWidth() : Returns the width of this J2DG-objects BufferedImage in pixels. 
public int getHeight() : Returns the height of this J2DG-objects BufferedImage in pixels. 
3.7.5 J2DGSound 
public void setSound (String fileName) : Creates an AudioClip and loads the sound-file 
that is given as input parameter. The file-name must contain either .wav, .WAV, .au, .AU, 
.mid or .Mid. 
public void start() : Plays the sound once. 
public void stop() : Stops the sound. 
public void loop() : Plays the sound in an infinite loop. 
3.8 Forslag til mere avancerede udvidelser 
Dette afsnit vil give forslag til hvordan Java2DGames kan udvides med ekstra 
funktionalitet, der i sidste ende kan bidrage til en bedre spiloplevelse. Vi vil ikke komme 
med konkrete kodeløsninger, men blot give en beskrivelse af principperne bag disse 
funktioner. 
 
3.8.1 Bedre collision detection 
Hvert Actor-objekt indeholder et rektangel som danner baggrunden for vores nuværende 
collision detection. Dette er en let forståelig og nem implementering, der fungerer 
tilfredsstillende. Men denne simple metode medfører det problem at 
alle Actors helst skal være firkantede for at opnå en præcis collision 
detection. ”Hit & Dodge” er et glimrende eksempel på dette 
problem, da hele spillet er centreret omkring collision detection og 
alle Actors er runde. Selve problemet er at den firkant, der 
omkredser kuglerne overskrider deres visuelle repræsentation, 
hvilket kan medføre en kollision, selvom det for brugeren ikke ser ud som om de to 
kugler kolliderer. 
 
En måde man kunne løse dette problem på, eller formindske det, var at give brugeren 
mulighed for at vælge om Actor-klassen skulle indeholde et rektangel eller en cirkel som 
”kollisions-maske”. 
 
For at udregne om to cirkler overlapper hinanden skal vi, ligesom med firkanterne, kende 
Figur 8 Collision detection 
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deres positioner. Derudover skal vi også kende deres radius. Hvis afstanden mellem de to 
cirkler er mindre end summen af deres radier overlapper de. 
 
Det er også muligt at udføre collision detection helt ned til hver enkel pixel i et billede. 
Dette er dog noget mere kompliceret og kræver mange flere udregninger for CPU’en. Vi 
henviser til web-artiklen ”Collision Detection” (www5) for mere information om netop 
denne løsning. 
3.8.2 Animation 
Animation der virker ved at man skifter mellem forskellige billeder for at opnå 
bevægelse, behøver ikke at være så kompliceret. Det kunne opnås ved at oprette en 
ArrayList med en tilhørende Thread, der cirkulerer gennem billederne. Her vil det 
være nødvendigt at oprette en ny Thread hver gang animationen skal afspilles, så resten 
af programmet kan fortsætte sin sædvanlige opdatering. 
Hvis et objekt f.eks. havde en 'tilstand' der hed running og en ArrayList der hed run, 
kunne følgende kode bruges til at løbe gennem dets billeder: 
 
if(running){ 
 if(runIndex == run.size()) 
  runIndex = 1; 
 image = run.get(walkIndex); 
 runIndex++; 
} 
Kodeeksempel 3.4 
 
Dette ville skabe en animation der blev gentaget så længe objektet var i den pågældende 
'tilstand' (running). Figuren herunder illustrerer princippet ved denne animationsteknik. 
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Figur 9 Frameanimation i en ArrayList. 
  
 40 
4 Dokumentation 
Vi vil her redegøre for opbygningen af Java2DGames ved at vise frameworkets 
klassediagram der er lavet i IBM Rational Software Architect. Vi vil også gå i dybden 
med game-loopet, der er ansvarligt for Java2DGames’ vigtigste funktionalitet, nemlig 
opdatering af spillet. Java2DGames’ API kan findes i bilaget hvis man ønsker en fuld 
gennemgang af alle klasserne. 
 
Figur 10 Klassediagram over Java2DGames. 
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4.1 Game-loop 
Java2DGames’ game-loop er altafgørende for den generelle funktionalitet. Da 
computerspil er et dynamisk medium, vil de naturligvis være afhængige af en form for 
løbende opdatering. Det er denne opdatering som game-loopet tager sig af. Når game-
loopet aktiveres startes en ny Thread der starter i J2DG-klassens run()-metode. Det 
er i run()-metoden at game-loopet befinder sig. Selve game-loopet består af en 
uendelig while-løkke der indeholder to andre while-løkker. Disse indre while-løkker 
repræsenterer de to tilstande spillet umiddelbart kan befinde sig i, nemlig ”playing” og 
”paused”. Nedenunder ses en illustration af game-loopets opbygning i relation til de andre 
klasser i programmet. 
 
Figur 11 Oversigt over hvordan game-loopet afvikler. 
 
Som det fremgår af illustrationen, er game-loopets interne afvikling afhængig af hvilken 
”tilstand” spillet befinder sig i. Denne ”tilstand” er repræsenteret i form af et enum-
objekt, der kan ændres af brugeren. For at manipulere dette enum-objekt, er der en række 
metoder der er vigtige at kende til. Metoderne vil her blive vist sammen med forklaringer 
hvor det er nødvendigt. 
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Metoden startGame() er den der kaldes efter at spillet er blevet initialiseret. Først 
tjekker programmet om spillet har været startet før. Dette er vigtigt at vide da vi ikke kan 
kalde en Thread’s start()-metode mere en én gang. Hvis det er første gang spillet 
startes sættes boolean-værdien started til ”true”, state (tilstanden) sættes til at være 
PLAYING og spillets Thread aktiveres. Hvis spillet før har været startet, men er i 
”pause-tilstand”, sætter vi state til at være PLAYING og kalder wakeUp(). Hvis intet 
af dette er tilfældet sættes state blot til at være PLAYING. Metoden vises herunder: 
 
public void startGame() { 
  if(!started){ 
    
   started = true; 
   state = GameState.PLAYING; 
   gameThread.start(); 
  }else if(state == GameState.PAUSED){ 
   state = GameState.PLAYING; 
   wakeUp(); 
  }else{ 
   state = GameState.PLAYING; 
  } 
 } 
Kodeeksempel 4.1 
 
Metoden play() sætter state til at være PLAYING og kalder wakeUP(). 
public void play() { 
  state = GameState.PLAYING; 
  wakeUp(); 
 } 
Kodeeksempel 4.2 
 
Metoden pause() sætter state til PAUSED. 
public void pause() { 
  state = GameState.PAUSED; 
 } 
Kodeeksempel 4.3 
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Metoden wakeUp() er som game-loopets run()-metode synchronized, fordi vi i 
game-loopet har en wait()-metode der kaldes når spillet går i pause. Dette betyder at 
metoden er beskyttet fra at Threads kan få adgang til den imens en anden Thread 
opererer i den. Vi kalder denne wait()-metode for at computeren ikke skal bruge 
processorkraft på at loope i en while-løkke hvor intet sker. For at ”vække” en 
”afventende” Thread, bliver vi nødt til at kalde notify(), hvilket er det eneste 
wakeUp()-metoden indeholder. 
 
public synchronized void wakeUp() { 
  notify(); 
 } 
Kodeeksempel 4.4 
 
Restart() renser ud i World-objektets ArrayListe actors, og kalder initialize(). 
Det er derfor vigtigt at brugeren placerer oprettelsen af alle sine spilobjekter i 
initialize()-metoden hvis de skal genoprettes når restart() bliver kaldt. 
 
public void restart(){ 
  System.out.println("restart called"); 
  getWorld().clearActors(); 
  this.initialize(); 
 } 
Kodeeksempel 4.5 
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5 Test 
Vi gennemgår i det følgende hvilke punkter af kravspecifikationen Java2DGames har 
opfyldt ved et testprogram der afprøver alle de metoder Java2DGames indeholder. Vi har 
testet frameworket ved at implementere Greenfoots spil ”Lunar Lander” samt vores eget 
spil ”Hit & Dodge”. 
Vi tester Java2DGames ved en ”black-box” test. Det ser vi som den mest oplagte metode 
at teste med, da de fleste funktioner er afhængige af klassestrukturen og resultatet kun 
rigtigt kan ses ved sammenspil af klasserne. 
Efter test af de to spil bliver observationer, problemer og resultater kort opsamlet, og 
slutteligt fremlægger vi i en delkonklusion testene af Java2DGames. 
5.1 Testopsætning og pålidelighed 
Vi har lavet test på to forskellige computere, henholdsvis en der kører Eclipse Indigo i 
Windows Vista og en computer der kører Eclipse Helios i Windows 7 – herefter kaldet 
henholdsvis Indigocomputeren og Helioscomputeren. 
5.2 Test gennem design af spil 
I dette afsnit ser vi nærmere på hvordan vi benytter os af de to spil ”Hit & Dodge” og 
”Lunar Lander” til at teste Java2DGames’ funktionalitet og pålidelighed. Der er flere 
grunde til at vi har valgt netop disse to spil til afprøvning af frameworket. Spillet ”Hit & 
Dodge” startede faktisk som en program-test, der skridt for skridt har udviklet sig til et 
helt computerspil. Derfor kommer det også godt rundt i Java2DGames’ kroge, da det 
udviklede sig sammen med frameworket. Hver gang der blev tilføjet en ny funktionalitet 
til Java2DGames, blev den flettet ind i spillet for at afprøve den. 
Med ”Lunar Lander” havde vi en helt anden tilgang til udviklingen af spillet, da dette 
oprindeligt var taget fra Greenfoot-frameworket. Her gjaldt det altså snarere om at 
omstrukturere frameworkets eksisterende programkode så spillet kunne afvikles i 
Java2DGames. 
De grundlæggende setters og getters er ikke testet, da de forventes at fungere. 
5.3 Hit & Dodge 
Som nævnt startede ”Hit & Dodge” som en testklient af Java2DGames og benytter sig 
derfor af mange af frameworkets funktionaliteter. Spillet gør brug af alle ”must have”-
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punkterne i kravspecifikationen. Vi vil i dette afsnit gennemgå på hvilken måde ”Hit & 
Dodge” belyser hvordan frameworket opfylder disse punkter. 
5.3.1 Gameloop 
Alle ”Actors” i spillet skifter konstant position og er derfor afhængige af den løbende 
opdatering der sker i game-loopet ”PLAYING”-tilstand (se ”Dokumentation” for mere 
info om game-loop). Hvis brugeren trykker på ’ESC’ knappen, eller når spillet 
gennemføres, går spillet i pausetilstand. Det kan ses ved at alle spilobjekterne stopper 
med at flytte sig, og der skrives ”Paused” i konsollen.  
I J2DG-konstruktøren sættes en interger-værdi kaldet fps, der er spillets opdateringsrate 
per sekund. Den skal sættes mellem 1 og 999 - hvis den ligger over eller under bliver den 
sat til en default værdi på 30. Dette har vi testet ved at oprette instanser med variabler der 
ligger udenfor disse værdier, hvor default-værdi blev sat og spillet kørte videre.   
 
5.3.2 J2DGSound 
Lydklassen henter funktioner fra java.applet-biblioteket og understøtter tre typer af 
lydfiler, AU, MID og WAV. J2DGSound indeholder tre metoder til håndtering af lyd: 
start(), stop() og loop(). Derudover er der en funktion der hedder setSound() der 
bruges til at tildele den lydfil der skal indlæses. 
For at teste disse metoder har vi givet setSound forkerte filnavne og null-værdi, hvor 
den returnerer en RuntimeException. 
Vi fandt problemer med loop()-metoden når der bliver benyttet ”større” filer. Første 
afprøvning af loop() funktionen var med en fil på 10,2 MB. Der var ikke skrevet nogen 
stop() funktion med ind i spilkoden, så når spillet blev genstartet efter en 
gennemføring, blev yderligere en instans af lydfilen startet. Dette fik lyden og 
spilelementerne til at hakke. Vi havde forventet at der blev sat to instanser i gang, men 
ikke at resten af spillet begyndte at lagge. 
Vi implementerede så stop() metoden, der ved genstart af spillet stoppede den 
igangværende lydfils afspilning og startede den forfra. Det forløb uden problemer. 
Vi afprøvede så hvordan spillet opførte sig med en større fil, denne gang med en fil på 
30,4 MB. Lyden begyndte at lagge næsten øjeblikkeligt, og det samme gjorde resten af 
spillet. På Helioscomputeren var der dog ingen problemer i performance-mæssig forstand, 
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selvom den i enkeltstående tilfælde havde svært ved at stoppe lyden inden den startede et 
nyt loop. 
5.3.3World 
World klassen indeholder variablen cellSize der angiver størrelsen på de kvadratiske 
”gitter-enheder” som spil-verden består af, samt en længde og højde af verdenen, angivet 
i cells. Disse er testet ved at tildele dem negativ- og null-værdier, hvor der også bliver 
kastet en RunTimeException og informerer brugeren om problemet. Brugeren kan også 
definere en ”World” der er mindre end spil-vinduets. Disse tests forløb uden problemer. 
Verdenen indeholder også en ArrayList til alle de aktører der er blevet tilføjet til den 
verden. Den er grundlaget for tests af funktionerne addActor() og removeActor(), hvor 
en aktør skal kunne tilføjes spillet og fjernes igen. Hvis den samme aktør bliver tilføjet to 
gange bliver der kastet en RunTimeException. Disse metoder virkede ligeledes som 
forventet. 
 
I figur 11 ser man RuntimeException blive skrevet i konsollen. For at udløse denne 
exception lavede vi en aktør med en vis speed. Hvis dens speed er 150 skabes der endnu 
en aktør oveni den første. 
 
Figur 12 RuntimeException kastet ved to aktørere der ligger oveni hinanden  
 
I figur 12 bliver der sat en null-værdi til addActor()-metoden, der kaster en 
RuntimeException. 
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Figur 13 En null værdi indsættes i addActor(). 
 
Metoden clearActors fjerner alle Actors der er i ”Worlds” ArrayList. Testen forløb 
uden problemer. 
 
5.3.4 J2DGImage 
Billede-klassen har metoderne get- og setImage, og det er de eneste metoder ”Hit & 
Dodge” benytter sig af. De mærkeligste problemer vi er stødt på under vores tests har 
været håndtering af billeder på de to testcomputere. Helioscomputeren har haft problemer 
med at vise JPG-billeder. Det virkede tilfældigt om et JPG-billede blev vist eller ej. 
Programkoden resulterede nogle gange i nedbrud, mens den andre gange blev vist uden 
problemer. Da vi afprøvede det på Indigocomputeren forløb programmet uden fejl. 
Ydermere havde Helioscomputeren problemer med at bruge billeder der var blevet rettet 
til, f.eks. i størrelse eller format, i Microsoft Paint. Dog havde den ikke problemer med at 
vise PNG-billeder som ikke var ændret. 
5.3.5 Brugerinput 
J2DG-klassen behandler museinput og tastaturinput ved henholdsvis at implementere 
Mouse- og KeyListener interface’ene. Tastaturinput har nogle predefinerede taster som 
KeyListener lytter efter (se API’en for den fulde liste). Det vigtigste krav for 
brugerinputtet har været at kunne få flere input på én gang, f.eks. flere knapper på én 
gang samtidigt med musen. I figur 3.3 ses den brugerdefinerede metode keys(), der 
bliver kaldt kontinuerligt i act()-metoden. Den skriver først i konsollen når b, n, m og 
musen er trykket nede på én gang. 
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Figur 14Knapperne b, n, m og musen holdes need på én gang og der printes til konsollen. Hvis en ikke-defineret 
knap trykkes ned, udskrives en default-værdi. 
 
  
 49 
5.4 Test af ”Lunar Lander” 
Det andet spil vi har testet med, er spillet ”Lunar Lander” der er skrevet til Greenfoot-
frameworket. I denne test forsøgte vi at tage spillets kildekode fra Greenfoots hjemmeside 
(www6), og indsætte direkte i Java2DGames. Dette viser hvor stor forskellen er på vores 
framework og Greenfoot. Det giver også en idé om hvor fleksibelt vores metoder er 
implementeret, da der gerne kun skulle få kodeændringer til for at få spillet til at fungere i 
Java2DGames – helst kun ved navneændring af metoderne. Herunder ses et eksempel på 
hvordan koden fra Greenfoots ”Lunar Lander” så ud efter en direkte overførsel til 
Java2DGames. Koden er fra klassen Lander, der repræsenterer selve raketten brugeren 
skal styre. 
 
 
Figur 15  Lander fra Greenfoot 
 
Her ses flere forskelle i designet af Java2DGames og Greenfoot. Klassen Lander extender 
Actor, der i Greenfoot tager andre argumenter for dens konstruktør. I Java2DGames skal 
en Actor angive en World, en bredde og en højde. Rocket og rocketWithThrust er 
GreenfootImages der også oprettes anderledes end et J2DGImage. Greenfoot indeholder 
mange flere måder at initialisere og oprette Image-objekter på, f.eks. som i dette tilfælde 
ved at skrive: 
 
rocket = getImage(); 
Kodeeksempel 5.1 
I Greenfoot returnerer dette et GreenfootImage-objekt, hvorimod denne metode i 
Java2DGames returnerer et BufferedImage. En anden vigtig metode J2DG mangler er 
Greenfoots getColorAt(), der her bruges til en mere avanceret form for collision-
detection. Her returneres RGB-værdierne for et bestemt punkt i baggrundsbilledet (dette 
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punkt bevæger sig med raketten). Hvis punktet i dette tilfælde er over en hvid pixel, er 
raketten landet eller kollideret. 
 
 
Figur 16 Collision detection tjekket igennem farver 
 
I figur 15 ovenover, vil de fleste af disse linjer fungere hvis man fortager en 
navneændring. GreenfootImage skal omskrives til J2DGImage, remove- og addOject() 
skal omskrives til remove- og addActor(). Der er altså forskelle i vores opbygning af 
frameworket, der gør at det ikke er muligt at indsætte Greenfoot-koden direkte. På dette 
tidspunkt i projektforløbet var vi ved at komme i tidspres, og efter at have brugt en del tid 
på at omskrive vores framework så det mindede mere om Greenfoot, valgte vi at prøve en 
ny indgangsvinkel til testen. Vi ville se om vi kunne genskabe ”Lunar Lander” fra bunden 
i vores eget framework. 
 
Det tog os ikke lang tid at genskabe spillet næsten fuldstændigt. Visse dele af spillet 
nåede vi dog ikke at få overført, og nogle problemer måtte vi løse anderledes end det er 
gjort i Greenfoot. Det vi ikke fik overført var funktionen at printe tal på skærmen. 
Raketten har i spillet en begrænset mængde brændstof, i form af et tal der reduceres hver 
gang motoren aktiveres. I Greenfoots version bliver dette tal konstant skrevet på skærmen 
så man kan følge med i hvornår man løber tør for brændstof. Disse fremvisninger af tal 
bliver behandlet af GreenfootImage-klassen, og det var ikke muligt for os at få dette 
implementeret i vores J2DGImage. Vi benyttede os heller ikke af den tidligere omtalte 
collision-detection, der bruger farven af en pixel i baggrunden til at beregne om raketten 
er landet. Denne metode skaber nemlig restriktioner for hvordan baggrundsbilledet må se 
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ud. Hvis man f.eks. gerne ville have hvide stjerner i baggrunden, ville raketten ikke være i 
stand til at skelne mellem disse og den hvide landings-platform. I vores løsning indsætter 
vi blot en usynlig aktør hvis koordinater svarer til landingsplatformen, og foretager 
Java2DGames’ almindelige collision-detection på denne. 
 
En anden metode vi kunne simplificere og stadig opnå samme resultat med, var den 
grafiske repræsentation af raketten og dens stikflamme, som vises når motoren aktiveres. 
I Greenfoot gøres dette ved at man skaber et nyt billede ud fra to andre eksisterende 
billeder. Dette sker i GreenfootsImage’s drawImage()-metode. Vores løsning var blot at 
skifte mellem to forskellige billeder af raketten; et med og et uden stikflammen. Denne 
løsning virkede mere ligetil og letforståelig, hvis spilkoden skulle læses af andre. 
 
I ”Lunar Lander” kan raketten eksplodere, hvilket skaber en animation af billeder der 
bliver skaleret og fremvist efter hinanden. Denne metode har vi taget direkte fra 
Greenfoots kildekode, med ændring af en enkelt linje: 
 
Figur 17 Ændret linie i scale() 
 
Metoden er placeret inde i J2DGImage-klassen og skaber et nyt BufferedImage med de 
nye dimensioner der bliver givet som argumenter. Hvert J2DGImage indeholder et 
BufferedImage, og det er dette billede der bliver sat til at være lig med den skalerede 
version. Vi har testet metoden ved at skalere et billede med forskellige input-parametre. 
Billedet var oprindeligt 150x150 pixels. 
Først testede vi for scale(300,300); hvilket gav følgende resultat: 
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Figur 18 scale(300, 300); 
 
Ved næste test skalerede vi kun på x-aksen, og beholdt billedets originale højde ved at 
teste for scale(300, image.getHeight()); hvilket gav følgende resultat: 
 
 
Figur 19 scale(300, image.getHeight()); 
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Dernæst testede vi for scale(150, getHeight()*2);. Da denne test lå i en Actors 
act()-metode blev den kaldt for hver opdatering, hvilket resulterede i en ”out of 
bounds exception”. 
 
Til sidst testede vi for scale(0, 150); og scale(-1, 150); der i begge tilfælde gav 
samme fejlmelding: 
 
Figur 20 0 og negative værdi i scale() 
 
Testen af scale()-metoden gav det forventede resultat i alle eksemplerne. 
5.5 Delkonklusion 
Vi har testet frameworket med ”Hit & Dodge” og ”Lunar Lander”. I ”Hit & Dodge” fik vi 
opfyldt alle de krav vi havde sat i kravspecifikationens ”must have”-liste. Vi fik afprøvet 
lyd som fungerede efter hensigten, men der opstod performance-problemer ved brug af 
større filer. Det var dog kun på Indigocomputeren at dette skabte problemer.  
Da vi afprøvede billedeklassen gik det efter hensigten på Indigocomputeren, hvorimod 
det på den anden computer var meget tilfældigt om den ville visse billeder eller ej. 
Brugerinputtet voldte ingen problemer på de to computere, og opfyldte behovet om at 
kunne håndtere tastaturinput og museinput på én gang. 
Game-loopet virkede efter hensigten, hvor opdateringen af spillet per sekund kunne 
defineres inden for 1 og 999, og en default værdi blev sat hvis tallet var ud over denne 
afgrænsning. 
Implementeringen af ”Lunar Lander” viste os at det ikke var muligt at tage koden direkte 
fra et Greenfoot projekt, og afvikle den i Java2DGames uden at rette den til. Det var 
derimod let at skabe et spil fra bunden, der var næsten identisk med originalen. Vi brugte 
tilmed færre linjers kode i de fleste af klasserne, og nogle af vores implementeringsvalg 
er mere ligetil og lettere at forstå for den uøvede Java-programmør – ud fra vores egen 
vurdering. 
Skaleringen af billeder begynder at opfylde kravspecifikationens ”should have”-punkt om 
animation, da skaleringen kan gøres dynamisk. 
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6 Konklusion 
Rapporten konkluderer at brugen af frameworket Java2DGames, gør udviklingen af et 
2D-computerspil nemmere. Klassestrukturen giver brugeren et godt udgangspunkt for 
selv at opbygge et spil. 
Brugeren skal nedarve fra tre klasser, og er da allerede i gang med at skrive sit eget spil.  
Dermed opfylder Java2DGames mange af de krav vi opstillede i kapitlet ”Design af 
framework”. Frameworket er fleksibelt da det kan bruges til at lave forskellige typer af 
spil og udvidelse med egne klasser og metoder er let; Simpelt, da det benytter sig af få 
klasser med en rimelig mængde metoder. Komplet; da Java2DGames opfylder alle 
kravene på ”must have”-listen i kravspecifikationen. Sikkerhed; opfyldes til dels, da 
Java2DGames kaster korrekte exceptions i de tilfælde vi har testet for. 
 
Test af J2DGImage klassen på Helioscomputeren voldte nogle problemer i forbindelse 
med brug af billedefiler. På Indigocomputeren opstod disse problemer imidlertid ikke. 
Omvendt stod det til da de to testcomputere afviklede lyd. Her havde Helioscomputeren 
ingen problemer, mens Indigocomputeren begyndte at lagge med større filer. 
”Lunar Lander”-testen viste at Java2DGames kunne håndtere meget af spillets 
programkode blot ved at ændre Greenfoots metodenavne til Java2DGames’ metodenavne. 
Vores version af ”Lunar Lander” blev skrevet med færre linjers programkode, og 
resultatet var et næsten identisk spil. Via ”Lunar Lander”-testen fik vi implementeret en 
billedeskalerings-metode i Java2DGames. Dette gør at vi opfylder en del af 
animationskravet fra ”should have”-listen i kravspecifikationen. 
 
Det er med andre ord nemt, som lettere øvet programmør at udvikle simple spil med få 
linjers kode, og for de mere øvede er der god mulighed for mere komplekse spil. 
6.1 Perspektivering 
Der er mange udvidelser der med fordel kunne tilføjes frameworket, men vi anser i første 
omgang en bedre collision-detection, og udvidet animation som værende vigtige. Både 
lyd og billede-klassen skal gøres mere stabile. De kunne udvides til at understøtte flere 
formater, og især tænkes der her på lyd-klassen - denne skal kunne understøtte MP3, da 
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det vil begrænse lydfilstørrelserne betydeligt i forhold til WAV. 
Java2DGames kunne desuden implementere nogle predefinerede opførselsmønstre så 
brugeren let kunne tilføje disse til aktører, f.eks. et patruljerings-mønster. 
De næste skridt ville være at udvide frameworket med flere funktioner fra 
kravsspecifikationens "should have"-, "could have"- og "wont have"-lister. 
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Bilag 
 
Kildekode til Java2DGames 
J2DG 
package Java2DGames; 
 
import java.awt.event.KeyEvent; 
import java.awt.event.KeyListener; 
import java.awt.event.MouseEvent; 
import java.awt.event.MouseListener; 
import javax.swing.JFrame; 
 
/** 
 * This class creates a JFrame when instantiated, on which the game is drawn - 
 * It is also the class that contains the 'gameloop' responsible for updating 
 * the game - All user input is also handled in this class by Key- and MouseEvents. 
 * @author Jacob Dinesen & Mads Hansen. 
 * 
 */ 
public class J2DG extends JFrame implements KeyListener, MouseListener, 
  Runnable { 
 /** 
  * Frames per second. 
  */ 
 private static double fps; 
 /** 
  * The width of the frame in pixels. 
  */ 
 private static int frameWidth; 
 /** 
  * The height of the frame in pixels. 
  */ 
 private static int frameHeight; 
 /** 
  * The world that is connected to this JRuc. 
  */ 
 private static World world; 
 /** 
  * The state is the GameState object that is responsible for the flow of the game. 
  */ 
 private static GameState state; 
 /** 
  * Rate is the number of milliseconds the game will wait between each update. 
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  */ 
 private static double rate; 
 /** 
  * A boolean indicating if this is the first time we start the game. 
  */ 
 private boolean started = false; 
 /** 
  * The Thread that is started when the game starts. 
  */ 
 Thread gameThread = new Thread(this); 
 /** 
  * The GameState is an enum that contains the three gamestates PLAYING, PAUSED and 
GAMEOVER. 
  */ 
 private static enum GameState { 
  PLAYING, PAUSED, GAMEOVER 
 } 
 /** 
  * String that is representing the user-input when a key is pressed. 
  */ 
 String keyStringP; 
 /** 
  * String that is representing the user-input when a key is released. 
  */ 
 String keyStringR; 
 /** 
  * int where the keyevents keycode gets stored when pressed. 
  */ 
 int keyP; 
 /** 
  * int where the keyevents keycode gets stored when released. 
  */ 
 int keyR; 
 /** 
  * int where the mouseevents x gets stored when pressed. 
  */ 
 int mousePX; 
 /** 
  * int where the mouseevents y gets stored when pressed. 
  */ 
 int mousePY; 
 /** 
  * int where the mouseevents x gets stored when released. 
  */ 
 int mouseRX; 
 /** 
  * int where the mouseevents y gets stored when released. 
  */ 
 int mouseRY; 
 /** 
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  * int where the mouseevents x gets stored when clicked. 
  */ 
 int mouseCX; 
 /** 
  * int where the mouseevents y gets stored when clicked. 
  */ 
 int mouseCY; 
 /** 
  * Array of booleans representing the state of each key of the keyboard - 
  * if a key is pressed the index-number relative to the keys ASCII code is changed 
to true 
  * and changed back to false, when the key is released again. 
  */ 
 boolean [] keysDown = new boolean [256]; 
 /** 
  * Array of booleans representing the state of each key of the keyboard.- 
  * if a key is being released, the index-number relative to the keys ASCII code is 
changed to true 
  * and changed back the next time that key is released. 
  */ 
 boolean [] keysToggled = new boolean [256]; 
  
 ////////////////// default constructor ////////////////////// 
 /** 
  * Default constructor - Sets fps to 30, frameWidth to 600 and frameHeight to 400. 
  */ 
  public J2DG() { 
 
   new J2DG(30, 600, 400); 
   System.out.println("Default values: fps = 30, width = 
600, height = 400"); 
  } 
 
 
 
///////////////////////// constructor //////////////////////// 
 /** 
  * Constructor. 
  * @param fps Frames per second. Must be between 1 and 999. 
  * @param frameSizeX The width of the frame in pixels. 
  * @param frameSizeY The height of the frame in pixels. 
  */ 
 public J2DG(int fps, int frameSizeX, int frameSizeY) { 
 
  // frame dimensions 
  if (frameSizeX > 0 && frameSizeY > 0) { 
   frameWidth = frameSizeX; 
   frameHeight = frameSizeY; 
   System.out.println("frame dimensions set"); 
  } else { 
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   frameWidth = 600; 
   frameHeight = 400; 
   System.out.println("frame dimensions must be positive 
– default values are set"); 
  } 
 
  // frame setup 
  if (fps < 1000 && fps > 0) { 
   this.fps = fps; 
   System.out.println("custom fps"); 
  } else { 
   this.fps = 30; 
   System.out.println("default fps"); 
  } 
  setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
  setSize(frameWidth, frameHeight); 
  setVisible(true); 
  setResizable(false); 
 
  // key- and mouselistener 
  addKeyListener(this); 
  addMouseListener(this); 
  setFocusable(true); 
 
  // game-loop fps 
  rate = ((1 / (double) this.fps) * 1000); 
 } 
 
 /** 
  * Returns the current state of the game-flow. 
  * @return the current state of the game-flow. 
  */ 
 public GameState getGameState() { 
  return state; 
 } 
 
 /** 
  * Returns the width of the frame in pixels. 
  * @return the width of the frame in pixels. 
  */ 
 public static int getFrameWidth() { 
  return frameWidth; 
 } 
 /** 
  * returns the height of the frame in pixels. 
  * @return the height of the frame in pixels. 
  */ 
 public static int getFrameHeight() { 
  return frameHeight; 
 } 
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/** 
  * Connects the specified World-object to this J2DG. 
  * @param newWorld The World that will be connected to this J2DG. 
  */ 
 public void setWorld(World newWorld) { 
 
  if (world == null) { 
   world = newWorld; 
   add(world); 
   world.setJ2DG(this); 
   this.validate(); 
  } else if(!started) 
   throw new RuntimeException("world is already sat"); 
  
 } 
 /** 
  * Returns the World that is connected to this J2DG. 
  * @return the World that is connected to this J2DG. 
  */ 
 public static World getWorld() { 
  return world; 
 } 
 
 // ////////// update ///////////////// 
 /** 
  * This method is constantly being triggered from the 'gameloop' and  
  * calls the updateWorld of the World-object contained in this JRuc-instance. 
  */ 
 public void updateJRuc() { 
  world.updateWorld(); 
 } 
 
///////// gets key input in form of strings when key is pressed and released 
///////// 
 /** 
  * Calls the getKeyPressed of the world. 
  * @param key a String representation of the key that is being pressed. 
  */ 
 public void getKeyPressed(String key) { 
  world.getKeyPressed(key); 
 } 
 
 /** 
  * Calls the getKeyReleased of the world - If the key is ESCAPE, pause()/play() is 
called. 
  * @param key a String representation of the key that is being Released. 
  */ 
 public void getKeyReleased(String key) { 
 
  if (key == "ESCAPE" && state == GameState.PLAYING) { 
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   pause(); 
  } else if (key == "ESCAPE" && state == GameState.PAUSED) { 
   play(); 
  } 
  world.getKeyReleased(key); 
 } 
 
////////////////////////////////////////////////////////////////////////////////////// 
////////////////////////////////// GAMELOOP /////////////////////////////////////////// 
/////////////////////////////////////////////////////////////////////////////////////// 
 /** 
  * Activates the game-loop. 
  */ 
 public void play() { 
  state = GameState.PLAYING; 
  wakeUp(); 
 } 
 /** 
  * Pauses the game, freezing the game-loop. 
  */ 
 public void pause() { 
  state = GameState.PAUSED; 
 } 
 /** 
  * Starts the game from its initial setting. If it is the first 
  * time the game is being run, the gameThread is started. 
  */ 
 public void startGame() { 
  if(!started){ 
    
   started = true; 
   state = GameState.PLAYING; 
   gameThread.start(); 
  }else if(state == GameState.PAUSED){ 
   state = GameState.PLAYING; 
   wakeUp(); 
  }else{ 
   state = GameState.PLAYING; 
  } 
 } 
  
 /** 
  * Activates the gameThread if sleeping. 
  */ 
 public synchronized void wakeUp() { 
  notify(); 
 } 
 /** 
  * Clears the ArrayList that contains the Actors of the world and initializes game. 
  */ 
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 public void restart(){ 
  System.out.println("restart called"); 
  getWorld().clearActors(); 
  this.initialize(); 
 } 
  
 /** 
  * Empty method - this is where you load your game objects. 
  */ 
 public void initialize(){ 
 } 
  
 
/** 
  * This is the game-loop that is responsible for the flow of the game. 
  */ 
 @Override 
 public synchronized void run() { 
  while (true) { 
   System.out.println("run"); 
 
   while (state == GameState.PLAYING) { 
    try {  
  
     gameThread.sleep((int) 
rate); 
     world.updateWorld(); 
    } catch (InterruptedException e) {} 
   } 
 
   while (state == GameState.PAUSED) { 
    System.out.println(state); 
    try { 
     wait(); 
    } catch (InterruptedException e) {} 
   } 
  } 
 } 
 
/////////////////////////////////////////////////////////////////////////////////////// 
////////////////////////////////////Advanced KeyHandler /////////////////////////////// 
/////////////////////////////////////////////////////////////////////////////////////// 
 
 /** 
 * This method is called whenever the user is pressing down a key - it will generate 
 * a string-object that is passed along to the getKeyPressed method. 
 */ 
 @Override 
 public void keyPressed(KeyEvent e) { 
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  keyP = e.getKeyCode(); 
 
  switch (keyP) { 
  case KeyEvent.VK_Q:keyStringP = "Q";break; 
  case KeyEvent.VK_W:keyStringP = "W";break; 
  case KeyEvent.VK_E:keyStringP = "E";break; 
  case KeyEvent.VK_R:keyStringP = "R";break; 
  case KeyEvent.VK_T:keyStringP = "T";break; 
  case KeyEvent.VK_Y:keyStringP = "Y";break; 
  case KeyEvent.VK_U:keyStringP = "U";break; 
  case KeyEvent.VK_I:keyStringP = "I";break; 
  case KeyEvent.VK_O:keyStringP = "O";break; 
  case KeyEvent.VK_P:keyStringP = "P";break; 
  case KeyEvent.VK_A:keyStringP = "A";break; 
  case KeyEvent.VK_S:keyStringP = "S";break; 
  case KeyEvent.VK_D:keyStringP = "D";break; 
  case KeyEvent.VK_F:keyStringP = "F";break; 
  case KeyEvent.VK_G:keyStringP = "G";break; 
  case KeyEvent.VK_H:keyStringP = "H";break; 
  case KeyEvent.VK_J:keyStringP = "J";break; 
  case KeyEvent.VK_K:keyStringP = "K";break; 
  case KeyEvent.VK_L:keyStringP = "L";break; 
  case KeyEvent.VK_Z:keyStringP = "Z";break; 
  case KeyEvent.VK_X:keyStringP = "X";break; 
  case KeyEvent.VK_C:keyStringP = "C";break; 
  case KeyEvent.VK_V:keyStringP = "V";break; 
  case KeyEvent.VK_B:keyStringP = "B";break; 
  case KeyEvent.VK_N:keyStringP = "N";break; 
  case KeyEvent.VK_M:keyStringP = "M";break; 
  case KeyEvent.VK_UP:keyStringP = "UP";break; 
  case KeyEvent.VK_DOWN:keyStringP = "DOWN";break; 
  case KeyEvent.VK_LEFT:keyStringP = "LEFT";break; 
  case KeyEvent.VK_RIGHT:keyStringP = "RIGHT";break; 
  case KeyEvent.VK_ESCAPE:keyStringP = "ESCAPE";break; 
  case KeyEvent.VK_SPACE:keyStringP = "SPACE";break; 
  case KeyEvent.VK_CONTROL:keyStringP = "CONTROL";break; 
  case KeyEvent.VK_ALT:keyStringP = "ALT";break; 
  case KeyEvent.VK_ENTER:keyStringP = "ENTER";break; 
  default : keyStringP = "NULL"; 
  } 
  if(keyStringP != "NULL") 
   this.getKeyPressed(keyStringP); 
  keysDown[e.getKeyCode()]=true; 
 } 
 
 
 /** 
 * This method is called whenever the user is pressing down a key - it will generate 
 * a string-object that is passed along to the getKeyReleased method. 
 */ 
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 @Override 
 public void keyReleased(KeyEvent e) { 
 
  keyR = e.getKeyCode(); 
 
  switch (keyR) { 
  case KeyEvent.VK_Q:keyStringR = "Q";break; 
  case KeyEvent.VK_W:keyStringR = "W";break; 
  case KeyEvent.VK_E:keyStringR = "E";break; 
  case KeyEvent.VK_R:keyStringR = "R";break; 
  case KeyEvent.VK_T:keyStringR = "T";break; 
  case KeyEvent.VK_Y:keyStringR = "Y";break; 
  case KeyEvent.VK_U:keyStringR = "U";break; 
  case KeyEvent.VK_I:keyStringR = "I";break; 
  case KeyEvent.VK_O:keyStringR = "O";break; 
  case KeyEvent.VK_P:keyStringR = "P";break; 
  case KeyEvent.VK_A:keyStringR = "A";break; 
  case KeyEvent.VK_S:keyStringR = "S";break; 
  case KeyEvent.VK_D:keyStringR = "D";break; 
  case KeyEvent.VK_F:keyStringR = "F";break; 
  case KeyEvent.VK_G:keyStringR = "G";break; 
  case KeyEvent.VK_H:keyStringR = "H";break; 
  case KeyEvent.VK_J:keyStringR = "J";break; 
  case KeyEvent.VK_K:keyStringR = "K";break; 
  case KeyEvent.VK_L:keyStringR = "L";break; 
  case KeyEvent.VK_Z:keyStringR = "Z";break; 
  case KeyEvent.VK_X:keyStringR = "X";break; 
  case KeyEvent.VK_C:keyStringR = "C";break; 
  case KeyEvent.VK_V:keyStringR = "V";break; 
  case KeyEvent.VK_B:keyStringR = "B";break; 
  case KeyEvent.VK_N:keyStringR = "N";break; 
  case KeyEvent.VK_M:keyStringR = "M";break; 
  case KeyEvent.VK_UP:keyStringR = "UP";break; 
  case KeyEvent.VK_DOWN:keyStringR = "DOWN";break; 
  case KeyEvent.VK_LEFT:keyStringR = "LEFT";break; 
  case KeyEvent.VK_RIGHT:keyStringR = "RIGHT";break; 
  case KeyEvent.VK_ESCAPE:keyStringR = "ESCAPE";break; 
  case KeyEvent.VK_SPACE:keyStringR = "SPACE";break; 
  case KeyEvent.VK_CONTROL:keyStringR = "CONTROL";break; 
  case KeyEvent.VK_ALT:keyStringR = "ALT";break; 
  case KeyEvent.VK_ENTER:keyStringR = "ENTER";break; 
  default : keyStringP = "NULL"; 
  } 
   
  if(keyStringP != "NULL") 
   this.getKeyReleased(keyStringR); 
  keysDown[e.getKeyCode()]=false; 
   
  if(keysToggled[e.getKeyCode()]) 
   keysToggled[e.getKeyCode()]=false; 
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  else{ 
   keysToggled[e.getKeyCode()]=true; 
  } 
 } 
  
  
 
@Override 
 public void keyTyped(KeyEvent e) { 
  // TODO Auto-generated method stub 
 } 
 
 //Simple keyboard-handling  
 /** 
 * Checks if a key, is pressed - the method receives a char as input, and 
 * is then being cast to an int the ASCII code of this char, will determine 
 * which key is being checked. 
 * @param key the character that should be checked. 
 * @return true if the input-char is being pressed, will otherwise false. 
 */ 
 public boolean isKeyDown(char key){ 
  if (keysDown[((int)key)]){ 
   return true; 
  } 
  else  
   return false; 
 } 
 /** 
 * Checks if a key, has been released - if the key has been released, its boolean 
will be 
 * true, until you release the key again - The method receives a char as input, and 
 * is then being cast to an int the ASCII code of this char, will determine 
 * which key is being checked. 
 * @param key the character that should be checked. 
 * @return true if the input-char has been released, when you 
 * release the button again, the method will return false. 
 */ 
 public boolean isKeyToggled(char key){ 
  if (keysToggled[((int)key)]){ 
   return true; 
 } 
  else  
   return false; 
 } 
 
 
/////////////////////////////////////////////////////////////////////////////// 
/////////////////////// MOUSE HANDLER ///////////////////////////////////////// 
/////////////////////////////////////////////////////////////////////////////// 
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 /** 
  *  Calls the getMousePressed of the world, passing the x and y positions of the 
mouse. 
  * @param mousePX x position when pressed. 
  * @param mousePY y position when pressed. 
  */ 
 public void getMousePressed(int mousePX, int mousePY) { 
  world.getMousePressed(mousePX, mousePY); 
 } 
 
 /** 
  *  Calls the getMouseReleased of the world, passing the x and y positions of the 
mouse. 
  * @param mouseRX x position when Released. 
  * @param mouseRY y position when Released. 
  */ 
 public void getMouseReleased(int mouseRX, int mouseRY) { 
  world.getMouseReleased(mouseRX, mouseRY); 
 } 
 
 /** 
  *  Calls the getMouseClicked of the world, passing the x and y positions of the 
mouse. 
  * @param mouseCX x position when clicked. 
  * @param mouseCY y position when clicked. 
  */ 
 public void getMouseClicked(int mouseCX, int mouseCY) { 
  world.getMouseClicked(mouseCX, mouseCY); 
 } 
 
  
///////////////// Mouse Listeners /////////////////////////// 
 /** 
  * This method is called whenever the mouse is clicked -  
  * it will generate two integers that is passed along to the getMouseClicked 
method. 
  */ 
 @Override 
 public void mouseClicked(MouseEvent e) { 
  mouseCX = e.getX(); 
  mouseCY = e.getY(); 
  this.getMouseClicked(mouseCX, mouseCY); 
 } 
  
 @Override 
 public void mouseEntered(MouseEvent arg0) { 
  // TODO Auto-generated method stub 
 } 
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 @Override 
 public void mouseExited(MouseEvent arg0) { 
  // TODO Auto-generated method stub 
 
 } 
  
 /** 
  * This method is called whenever the user is pressing down on the mouse -  
  * it will generate two integers that is passed along to the getMousePressed 
method. 
  */ 
 @Override 
 public void mousePressed(MouseEvent e) { 
  mousePX = e.getX(); 
  mousePY = e.getY(); 
  this.getMousePressed(mousePX, mousePY); 
 } 
  
 /** 
  * This method is called whenever the user is releasing the mouse -  
  * it will generate two integers that is passed along to the getMouseReleased 
method. 
  */ 
 @Override 
 public void mouseReleased(MouseEvent e) { 
  mouseRX = e.getX(); 
  mouseRY = e.getY(); 
  this.getMouseReleased(mouseRX, mouseRY); 
 } 
} 
World 
package Java2DGames; 
 
import java.awt.Graphics; 
import java.util.ArrayList; 
import java.util.List; 
import javax.swing.JPanel; 
 
/** 
 * This class represents the world in which the game unfolds. An instance of  
 * this class must be added to a JRuc object through the setWorld method found in 
 * JRuc. Actors are added to this class in order to be updated and displayed on screen. 
 * @author Jacob Dinesen & Mads Hansen. 
 * 
 */ 
public class World extends JPanel{ 
 // World class variables. 
 /** 
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  * The size of the quadratic cells that make up the 'grid' of the game. 
  */ 
 private int cellSize; 
  
 
/** 
  * Specifies the amount of cells in the x-axis. 
  */ 
 private int lengthInCells; 
 /** 
  * Specifies the amount of cells in the y-axis. 
  */ 
 private int heightInCells; 
 /** 
  * The JRuc-instance that this world is connected to. 
  */ 
 private static J2DG j2dg; 
 /** 
  * An ArrayList that contains all the Actors added to this world. 
  */ 
 private List <Actor> actors = new ArrayList<Actor>(); 
 /** 
  * The background-image of this world. 
  */ 
 J2DGImage image = new J2DGImage(); 
 
 // Default constructor. 
 /** 
  * Default constructor, setting cellSize to 1 and lengthInCells and heightInCells 
to 100. 
  */ 
 public World() { 
  cellSize = 1; 
  lengthInCells = 100 * cellSize; 
  heightInCells = 100 * cellSize; 
 } 
  
 // User defined constructor 
 /** 
  * Constructor. 
  * @param cellSize sets the cellSize of this worl. 
  * @param lengthInCells sets the amount of cells in the x-axis of this world. 
  * @param heightInCells sets the amount of cells in the y-axis of this world. 
  */ 
 public World(int cellSize, int lengthInCells, int heightInCells) { 
 
  if (cellSize <= 0 || lengthInCells <= 0 
    || heightInCells <= 0) { 
   throw new RuntimeException("World dimensions and 
cellSize must be greater than zero "+ this); 
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  } else { 
   this.cellSize = cellSize; 
   this.lengthInCells = lengthInCells * cellSize; 
   this.heightInCells = heightInCells * cellSize; 
  } 
 } 
  
 /** 
  * Empty method that gets called from the game-loop. This is where you 
  * specify the behavior of your world. 
  */ 
 public void act(){ 
   
 } 
  
/** 
  * Adds the specified Actor to this world. 
  * @param actor to be added to this world. 
  */ 
 public void addActor(Actor actor, int newX, int newY) { 
  if(actor==null){throw new RuntimeException("No Actor found. Must be 
instanciated before added to World.");} 
  if(!actors.contains(actor)){   
   actors.add(actor); 
   actor.setPosition(newX, newY); 
   actor.setWorld(this); 
  } 
  else{throw new RuntimeException("actor "+actor+ " already added to 
this world "+ this);} 
 } 
  
 /** 
  * Removes actor from the this world. 
  * @param actor this actor is being removed from world. 
  */ 
 public void removeActor(Actor actor){ 
   actors.remove(actor); 
 }  
  
 /** 
  * Clears the ArrayList containing the Actors connected to this world. 
  */ 
 public void clearActors(){ 
  actors.clear(); 
 } 
  
 /** 
  * Sets the J2DG instance of this world. 
  * @param jruc that this world is connected to. 
  */ 
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 public void setJ2DG(J2DG j2dg){ 
  this.j2dg = j2dg; 
 } 
  
 /** 
  * Returns the J2DG instance that this world is connected to. 
  * @return the J2DG instance that this world is connected to. 
  */ 
 public J2DG getJ2DG(){ 
  return j2dg; 
 } 
  
 /** 
  * Sets the background-image of this world. 
  * @param fileName name of the image-file. 
  */ 
 public void setImage(String fileName){ 
  image.setImage(fileName); 
 } 
 /** 
  * Returns the background-image of this world. 
  * @return the background-image of this world. 
  */ 
 public J2DGImage getImage(){ 
  return image; 
 } 
/** 
  * This method is constantly being called from the 'gameloop' in the J2DG 
  * class, and is responsible for updating this world, all the Actors connected to 
it 
  * and painting it to the screen. 
  */ 
 public void updateWorld() {  
  act(); 
  for(Actor a: getActors()) 
   a.act(); 
  repaint(); 
 } 
  
 /** 
  * This method draws the background-image and every Actor connected to this world. 
  */ 
 public void paintComponent(Graphics g) { 
  g.drawImage(image.getImage(), 0, 0, this); 
   
  for(Actor a: actors){ 
   g.drawImage(a.getImage(),a.getX()- 
a.image.getWidth()/2,a.getY()-a.image.getHeight()/2,this); 
  }  
 } 
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 /** 
  * Returns cellSize of this world. 
  * @return cellSize. 
  */ 
 public int getCellSize() { 
  return cellSize; 
 } 
  
 /** 
  * Returns the length of this world in cells. 
  * @return lengthInCells. 
  */ 
 public int getWorldLength() { 
  return lengthInCells; 
 } 
  
 /** 
  * Returns the height of this world in cells. 
  * @return heightInCells. 
  */ 
 public int getWorldHeight() { 
  return heightInCells; 
 } 
  
 /** 
  * Returns the ArrayList containing all the Actors connected to this world. 
  * @return actors. 
  */ 
 public List <Actor> getActors() { 
  return new ArrayList <Actor> (actors); 
 } 
/////////////// key input ///////////////////// 
  
 /** 
  * Empty method that gets called whenever the user is pressing a key - 
  * the input-string can then be distributed to the Actor(s) of choice. 
  * @param key a String representation of the key that is being pressed. 
  */ 
 public void getKeyPressed(String key){ 
   
 } 
 /** 
  * Empty method that gets called whenever the user is releasing a key -  
  * the input-string can then be distributed to the Actor(s) of choice. 
  * @param key a String representation of the key that is being released. 
  */ 
 public void getKeyReleased(String key){ 
   
 } 
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 /////////////// Mouse Input /////////////////// 
  
 /** 
  * Empty method that gets called whenever the user is pressing a mouse-button -  
  * the input-integers can then be distributed to the Actor(s) of choice. 
  * @param mousePX The position of the mouse on the x-axis when the mouse is 
pressed. 
  * @param mousePY The position of the mouse on the y-axis when the mouse is 
releasd. 
  */ 
 public void getMousePressed(int mousePX, int mousePY){   
   
 } 
  
 /** 
  * Empty method that gets called whenever the user is releasing a mouse-button -  
  * the input-integers can then be distributed to the Actor(s) of choice. 
  * @param mouseRX The position of the mouse on the x-axis when the mouse is 
released. 
  * @param mouseRY The position of the mouse on the y-axis when the mouse is 
released. 
  */ 
 public void getMouseReleased(int mouseRX, int mouseRY){ 
   
 } 
  
 /** 
  * Empty method that gets called whenever the user is clicking a mouse-button -  
  * the input-integers can then be distributed to the Actor(s) of choice. 
  * @param mouseCX The position of the mouse on the x-axis when the mouse is 
clicked. 
  * @param mouseCY The position of the mouse on the y-axis when the mouse is 
clicked. 
  */ 
 public void getMouseClicked(int mouseCX, int mouseCY){  
   
 }  
} 
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Actor 
package Java2DGames; 
 
import java.awt.Image; 
import java.awt.Rectangle; 
 
/** 
 * This is the class from which you create all your game-objects - instances of this 
 * class must be added to a World. 
 * @author Jacob Dinesen & Mads Hansen. 
 * 
 */ 
public class Actor{ 
 /** 
  * the Actors position on the x-axis. 
  */ 
 private int x; 
 /** 
  * the Actors position on the y-axis. 
  */ 
 private int y; 
 /** 
  * the Actors width in pixels. 
  */ 
 private int width; 
  
/** 
  * the Actors height in pixels. 
  */ 
 private int height; 
 /** 
  * The world that the Actor is connected to. 
  */ 
 private World world; 
 /** 
  * The image that gives the Actor it graphical representation. 
  */ 
 J2DGImage image = new J2DGImage(); 
 /** 
  * Constructor. 
  * @param world The world that the Actor is connected to. 
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  * @param width the Actors width in pixels. 
  * @param height the Actors height in pixels. 
  */ 
 public Actor(World world, int width, int height){ 
  if(world!=null){  
   this.world = world; 
   this.width = width; 
   this.height = height; 
  }else throw new RuntimeException("Invalid World - World = null"); 
 } 
 
 ///////////////// get and set position and dimension //////////////// 
  
 /** 
  * Returns the Actors position on the x-axis. 
  * @return the Actors position on the x-axis. 
  */ 
 public int getX(){ 
  return x; 
 } 
 /** 
  * Returns the Actors position on the y-axis. 
  * @return the Actors position on the y-axis. 
  */ 
 public int getY(){ 
  return y; 
 } 
 /** 
  * Gives the Actor a new position in the world. 
  * @param newX the new position on the x-axis. 
  * @param newY the new position on the y-axis. 
  */ 
 public void setPosition(int newX, int newY){ 
  x = newX; 
  y = newY; 
 } 
 
 /** 
  * Returns the width of the Actor. 
  * @return the width of the Actor. 
  */ 
 public int getWidth(){ 
  return width; 
 } 
 /** 
  * Returns the height of the Actor. 
  * @return the height of the Actor. 
  */ 
 public int getHeight(){ 
  return height; 
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 } 
  
/** 
  * Creates a invisible rectangle based on the Actors position and dimensions - 
  * this is used for the collision detection. 
  * @return a rectangle with the same size and position of the Actor. 
  */ 
 public Rectangle getBounds(){ 
  Rectangle rectangle = new Rectangle(x-(width/2), y-(height/2), 
width, height); 
  return rectangle; 
 } 
  
 ////////// get the world the actor is placed within ////// 
 /** 
  * Returns the world that the Actor is placed within. 
  * @return the world that the Actor is placed within. 
  */ 
 public World getWorld(){ 
  return world; 
 } 
  
 /** 
  * Places the Actor within a given world. 
  * @param world the world that the actor is placed within. 
  */ 
 public void setWorld(World world){ 
  this.world = world; 
 } 
 
 ///////////// image-methods ///////////////// 
  
 /** 
  * Returns the image of the Actors J2DGImage. 
  * @return the image of the Actors J2DGImage. 
  */ 
 public Image getImage(){ 
  return image.getImage(); 
 } 
 /** 
  * Assigns a BufferedImage to the Actors J2DGImage-object. 
  * @param fileName The name of the image-file. 
  */ 
 public void setImage(String fileName){ 
  image.setImage(fileName); 
 } 
 ////// actors behavior - is to be called on every update //////// 
 /** 
  * Empty method - this method is being called on every 'game-update'. 
  * This is where you must implement the behavior of the specific Actor-class. 
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  */ 
 public void act(){ 
 } 
  
 ///////////////// checks for intersections /////////////////// 
 /** 
  * Checks if the Actor is colliding with a given Actor. 
  * @param other the object that the test is being performed upon. 
  * @return returns true if the Actor is overlapping the given input-Actor. 
  */ 
 public boolean collision(Actor other){ 
   
  if(this == other){ 
   System.out.println("actor intersects itself = "+this); 
   return false; 
  } 
  else{ 
   return getBounds().intersects(other.getBounds()); 
  } 
 } 
 
////////////////// key input /////////////////// 
  
 /** 
  * Empty method - this is where the Actor gets its key-input in the form of a 
String. 
  * @param key A String representation of the key that is pressed. 
  */ 
 public void getKeyPressed(String key){ 
   
 } 
 /** 
  * Empty method - this is where the Actor gets its key-input in the form of a 
String. 
  * @param key A String representation of the key that is released. 
  */ 
 public void getKeyReleased(String key){ 
   
 } 
  
 /** 
  * This method checks if a key is being pressed. 
  * @param key a char representing the button you wish to check for. 
  * All inputs must be written in caps, surrounded by '' like 'A'. 
  * @return true is the specified button is pressed, otherwise it returns false. 
  */ 
 public boolean isKeyDown(char key){ 
  if(getWorld().getJ2DG().isKeyDown(key)) 
   return true; 
  else 
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   return false; 
   
 } 
 /** 
  * This method checks if a key has been toggled. If you release an 
  * untoggled button it gets toggled and vice versa. 
  * @param key a char representing the button you wish to check for. 
  * All inputs must be written in caps, surrounded by '' like 'A'. 
  * @return true if the specified button is toggled, otherwise it returns false. 
  */ 
 public boolean isKeyToggled(char key){ 
  if(getWorld().getJ2DG().isKeyToggled(key)) 
   return true; 
  else 
   return false; 
   
 } 
 /** 
  * This method checks if a key is being pressed. 
  * @param key a String representing the button you wish to check for. 
  * All inputs must be written in caps, surrounded by " " like "SPACE". 
  * @return true is the specified button is pressed, otherwise it returns false. 
  */ 
 public boolean isKeyDown(String key){ 
   
    if(key=="UP" && isKeyDown((char)38)){return true;} 
  else if(key=="DOWN" && isKeyDown((char)40)){return true;} 
  else if(key=="LEFT" && isKeyDown((char)37)){return true;} 
  else if(key=="RIGHT" && isKeyDown((char)39)){return true;} 
  else if(key=="SPACE" && isKeyDown((char)32)){return true;} 
  else if(key=="CONTROL" && isKeyDown((char)17)){return true;} 
  else if(key=="ENTER" && isKeyDown((char)10)){return true;} 
  else if(key=="ALT" && isKeyDown((char)18)){return true;} 
  else if(key=="SHIFT" && isKeyDown((char)16)){return true;} 
  else if(key=="ESCAPE" && isKeyDown((char)27)){return true;} 
  
  else if(key=="F1" && isKeyDown((char)112)){return true;} 
  else if(key=="F2" && isKeyDown((char)113)){return true;} 
  else if(key=="F3" && isKeyDown((char)114)){return true;} 
  else if(key=="F4" && isKeyDown((char)115)){return true;} 
  else if(key=="F5" && isKeyDown((char)116)){return true;} 
  else if(key=="F6" && isKeyDown((char)117)){return true;} 
  else if(key=="F7" && isKeyDown((char)118)){return true;} 
  else if(key=="F8" && isKeyDown((char)119)){return true;} 
  else if(key=="F9" && isKeyDown((char)120)){return true;} 
  else if(key=="F10" && isKeyDown((char)121)){return true;} 
  else if(key=="F11" && isKeyDown((char)122)){return true;} 
  else if(key=="F12" && isKeyDown((char)123)){return true;} 
   
  else return false;  
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 } 
  
 /** 
  * This method checks if a key has been toggled. 
  * @param key a String representing the button you wish to check for. 
  * All inputs must be written in caps, surrounded by " " like "SPACE". 
  * @return true is the specified button is pressed, otherwise it returns false. 
  */ 
 public boolean isKeyToggled(String key){ 
   
   if(key=="UP" && isKeyToggled((char)38)){return true;} 
 else if(key=="DOWN" && isKeyToggled((char)40)){return true;} 
 else if(key=="LEFT" && isKeyToggled((char)37)){return true;} 
 else if(key=="RIGHT" && isKeyToggled((char)39)){return true;} 
 else if(key=="SPACE" && isKeyToggled((char)32)){return true;} 
 else if(key=="CONTROL" && isKeyToggled((char)17)){return true;} 
 else if(key=="ENTER" && isKeyToggled((char)10)){return true;} 
 else if(key=="ALT" && isKeyToggled((char)18)){return true;} 
 else if(key=="SHIFT" && isKeyToggled((char)16)){return true;} 
 else if(key=="ESCAPE" && isKeyToggled((char)27)){return true;} 
 
 else if(key=="F1" && isKeyToggled((char)112)){return true;} 
 else if(key=="F2" && isKeyToggled((char)113)){return true;} 
 else if(key=="F3" && isKeyToggled((char)114)){return true;} 
 else if(key=="F4" && isKeyToggled((char)115)){return true;} 
 else if(key=="F5" && isKeyToggled((char)116)){return true;} 
 else if(key=="F6" && isKeyToggled((char)117)){return true;} 
 else if(key=="F7" && isKeyToggled((char)118)){return true;} 
 else if(key=="F8" && isKeyToggled((char)119)){return true;} 
 else if(key=="F9" && isKeyToggled((char)120)){return true;} 
 else if(key=="F10" && isKeyToggled((char)121)){return true;} 
 else if(key=="F11" && isKeyToggled((char)122)){return true;} 
 else if(key=="F12" && isKeyToggled((char)123)){return true;} 
  
 else return false;  
 }  
} 
J2DGImage 
package Java2DGames; 
 
import java.awt.AlphaComposite; 
import java.awt.Color; 
import java.awt.Graphics2D; 
import java.awt.Image; 
import java.awt.image.BufferedImage; 
import java.io.File; 
import java.io.IOException; 
import javax.imageio.ImageIO; 
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/** 
 * This class is for image handling and representation.  
 * @author Jacob Dinesen & Mads Hansen 
 * 
 */ 
 
public class J2DGImage { 
 
 /** 
  * The image-object of the class. 
  */ 
 BufferedImage image; 
  
 /** 
  * The default constructor - if this is used, the method setImage()  
  * must be called in order to assign an image to the object. 
  */ 
 public J2DGImage(){ 
   
 } 
  
 /** 
  * Constructor that takes another JRucImage as parameter. 
  * @param jrucimage The image of this object is set as the new image 
  */ 
 public J2DGImage(J2DGImage j2dgimage){  
  this.image = j2dgimage.image;  
 } 
 
 /** 
  * Constructor that takes a String as parameter - the String must contain either  
  * JPG, jpg, PNG, pgn, GIF, gif, BMP, bmp, BNM, or bnm in order for 
  * file to get loaded, and the image must be placed in a folder named "pictures" 
  * in the same place as your class-files. 
  * @param fileName The name of the image-file. 
  */ 
 public J2DGImage(String fileName){ 
  if(fileName.endsWith(".JPG") || fileName.endsWith(".PNG") || 
fileName.endsWith(".GIF") || fileName.endsWith(".BMP") || fileName.endsWith(".BNM") || 
     fileName.endsWith(".jpg") || fileName.endsWith(".png") || 
fileName.endsWith(".gif") || fileName.endsWith(".bmp") || fileName.endsWith(".bnm")){  
     try { 
     // image = 
ImageIO.read(new File("bin/JRucBetaP/pictures/"+fileName)); 
      image = 
ImageIO.read(new File("pictures/"+fileName)); 
     } catch (IOException e) 
{}  
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    }else{throw new RuntimeException("wrong 
image file format "+ this);} 
 } 
 
 /** 
  * Method that assigns an image to the J2DGImage-object - The input-String must end 
with either  
  * JPG, jpg, PNG, pgn, GIF, gif, BMP, bmp, BNM, or bnm in order for 
  * file to get loaded, and the image must be placed in a folder named "pictures" in 
your project-folder. 
  * @param fileName The name of the image-file. 
  */ 
 public void setImage(String fileName){ 
  if(fileName.endsWith(".JPG") || fileName.endsWith(".PNG") || 
fileName.endsWith(".GIF") || fileName.endsWith(".BMP") || fileName.endsWith(".BNM") || 
     fileName.endsWith(".jpg") || fileName.endsWith(".png") || 
fileName.endsWith(".gif") || fileName.endsWith(".bmp") || fileName.endsWith(".bnm")){  
   try { 
    this.image = ImageIO.read(new 
File("pictures/"+fileName)); 
     
   } catch (IOException e) {}  
   
  }else{throw new RuntimeException("wrong image file format "+ this);} 
 } 
  
  
 
 
public void setImage(J2DGImage image){ 
  this.image = image.image; 
 } 
  
 /** 
  * Returns the image of this J2DGImage. 
  * @return image. 
  */ 
 public Image getImage(){ 
  //System.out.println("image returned"); 
  return image; 
 } 
  
 /** 
  * Returns this J2DGImage-object. 
  * @return this J2DGImage-object. 
  */ 
 public J2DGImage getJ2DGImage(){ 
  return this; 
 } 
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 /** 
  * Returns the width of this J2DG-objects BufferedImage in pixels. 
  * @return the width of this J2DG-objects BufferedImage in pixels. 
  */ 
 public int getWidth(){ 
  return image.getTileWidth(); 
 } 
  
 /** 
  * Returns the height of this J2DG-objects BufferedImage in pixels. 
  * @return the height of this J2DG-objects BufferedImage in pixels. 
  */ 
 public int getHeight(){ 
  return image.getTileHeight(); 
 } 
  
 /** 
  * This method draws an image on top of another image. 
  * @param image The image that should be added to the existing picture. 
  * @param x The x-position of the new image. 
  * @param y The y-position of the new image. 
  */ 
 public void drawImage(J2DGImage image, int x, int y){ 
  Graphics2D g =  this.image.createGraphics(); 
  g.setBackground(Color.BLACK); 
  g.setColor(Color.WHITE); 
 
 g.setComposite(AlphaComposite.getInstance(AlphaComposite.SRC_OVER,1.0f)); 
  g.drawImage(image.image, x, y, null); 
  g.dispose(); 
 } 
  
 /** 
  * Scales the size of an image. 
  * @param width The new width. 
  * @param height The new height. 
  */ 
 public void scale(int width, int height){ 
  if(width==image.getWidth() && height==image.getHeight()) 
   return; 
  BufferedImage scaled = new BufferedImage(width, height, 
BufferedImage.TRANSLUCENT); 
  Graphics2D g = scaled.createGraphics(); 
  g.setComposite(AlphaComposite.Src); 
  g.drawImage(image, 0, 0, width, height, null); 
  g.dispose(); 
  image = scaled; 
 } 
} 
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J2DGSound 
 
package Java2DGames; 
 
import java.applet.Applet; 
import java.applet.AudioClip; 
import java.io.File; 
import java.net.URL; 
 
/** 
 * This class is used to add sound to game-objects. 
 * @author Jacob Dinesen & Mads Hansen. 
 */ 
public class J2DGSound { 
  
 /** 
  * a URL containing the complete file-path plus the filename. 
  */ 
 private URL url; 
 /** 
  * An AoudioClip-object that can play, loop, and stop the input sound-file. 
  */ 
 private AudioClip ac; 
 /** 
  * Creates an AudioClip and loads the sound-file that is given 
  * as input parameter - the file-name must contain either wav, WAV, au, AU, 
  * mid or Mid. 
  * @param fileName 
  */ 
 public void setSound (String fileName){ 
   
  if(fileName.endsWith(".wav") || fileName.endsWith(".au") || 
fileName.endsWith(".mid") || 
     fileName.endsWith(".WAV") || fileName.endsWith(".AU") || 
fileName.endsWith(".MID")){  //file-type test. 
   try {  
    url = new 
File("sounds/"+fileName).toURI().toURL();    
  
    ac = Applet.newAudioClip(url); 
   } catch (Exception e) {e.printStackTrace();} 
  }else{throw new RuntimeException("wrong sound file format "+ this);} 
 } 
 /** 
  * Plays the sound once. 
  */ 
 public void start(){ 
   ac.play(); 
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 } 
 
 /** 
  * Stops the sound. 
  */ 
 public void stop() { 
  ac.stop(); 
 } 
 /** 
  * Plays the sound in an infinite loop. 
  */ 
 public void loop() { 
  ac.loop(); 
 } 
} 
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Kildekode til ”Hit & Dodge” 
J2DGGameTester 
package Java2DGames; 
public class J2DGGameTester extends J2DG{ 
  
 public TestWorld myWorld = new TestWorld(1,800,600); 
 public TestActor2 player; 
 public TestActor greenball; 
 public TestActor greenball2; 
 public TestActor greenball3; 
 public TestActor greenball4; 
 public TestActor greenball5; 
 public TestActor greenball6; 
 public TestActor greenball7; 
 J2DGSound longMusic = new J2DGSound(); 
 J2DGSound shortMusic = new J2DGSound(); 
 J2DGSound soundFXLoop= new J2DGSound(); 
  
 public J2DGGameTester(int fps, int frameSizeX, int frameSizeY){ 
  super(fps, frameSizeX, frameSizeY); 
  setTitle("Hit & dodge"); 
 } 
 
 public static void main(String [] args){ 
   
  J2DGGameTester jrgt = new J2DGGameTester(50, 800, 600); 
  jrgt.initialize(); 
   
 } 
 
 public void initialize(){ 
   System.out.println("initialeze called"); 
   setWorld(myWorld); 
   myWorld.image.setImage("forest.JPG"); 
 
   greenball = new TestActor(myWorld, 40, 40, 6); 
   greenball.setImage("knapOff.png"); 
   greenball.setSoundOn(); 
   greenball.setSoundOff(); 
 
   greenball2 = new TestActor(myWorld, 40, 40, 4); 
   greenball2.setImage("knapOff.png"); 
   greenball2.setSoundOn(); 
   greenball2.setSoundOff(); 
    
   greenball3 = new TestActor(myWorld, 40, 40, 8); 
   greenball3.setImage("knapOff.PNG"); 
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   greenball3.setSoundOn(); 
   greenball3.setSoundOff(); 
    
   greenball4 = new TestActor(myWorld, 40, 40, 10); 
   greenball4.setImage("knapOff.PNG"); 
   greenball4.setSoundOn(); 
   greenball4.setSoundOff(); 
    
   greenball5 = new TestActor(myWorld, 40, 40, 6); 
   greenball5.setImage("knapOff.PNG"); 
   greenball5.setSoundOn(); 
   greenball5.setSoundOff(); 
    
greenball6 = new TestActor(myWorld, 40, 40, 4); 
   greenball6.setImage("knapOff.PNG"); 
   greenball6.setSoundOn(); 
   greenball6.setSoundOff(); 
    
   greenball7 = new TestActor(myWorld, 40, 40, 10); 
   greenball7.setImage("knapOff.PNG"); 
   greenball7.setSoundOn(); 
   greenball7.setSoundOff(); 
    
   player = new TestActor2(myWorld, 40, 40, 6); 
   player.setImage("knap2.PNG"); 
 
   longMusic.setSound("gamemusic.wav"); 
   shortMusic.setSound("shortgamemusic.wav"); 
   soundFXLoop.setSound("testsound.wav"); 
    
   myWorld.addActor(greenball,  100, 
myWorld.getWorldHeight()+250); 
   myWorld.addActor(greenball2, 200, 
myWorld.getWorldHeight()); 
   myWorld.addActor(greenball3, 300, 
myWorld.getWorldHeight()+600); 
   myWorld.addActor(greenball4, 400, 
myWorld.getWorldHeight()+700); 
   myWorld.addActor(greenball5, 500, 
myWorld.getWorldHeight()+300); 
   myWorld.addActor(greenball6, 600, 
myWorld.getWorldHeight()+300); 
   myWorld.addActor(greenball7, 700, 
myWorld.getWorldHeight()+300); 
   myWorld.addActor(player, 0, 400); 
    
   //soundFXLoop.loop(); 
   //longMusic.loop(); 
   shortMusic.loop(); 
   startGame(); 
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 } 
} 
 
TestWorld 
 
package Java2DGames; 
 
import java.awt.Graphics; 
 
public class TestWorld extends World{ 
  
  
 private int score = 0; 
 public String success = "YOU WON"; 
 J2DGImage zero = new J2DGImage("zero.png"); 
 J2DGImage one = new J2DGImage("one.png"); 
 J2DGImage two = new J2DGImage("two.png"); 
 J2DGImage three = new J2DGImage("three.png"); 
 J2DGImage four = new J2DGImage("four.png"); 
 J2DGImage five = new J2DGImage("five.png"); 
 J2DGImage six = new J2DGImage("six.png"); 
 J2DGImage winScreen = new J2DGImage("winScreen.png"); 
 J2DGImage scoreImage = new J2DGImage("score.png"); 
  
 public TestWorld(int cellSize, int lengthInCells, int heightInCells){ 
  super(cellSize, lengthInCells, heightInCells); 
 
 } 
  
 public void paintComponent(Graphics g){ 
  super.paintComponent(g); 
   
  g.drawImage(scoreImage.getImage(), 550, 40, null); 
   
  if(score==0) 
   g.drawImage(zero.getImage(), 700, 40, null); 
  if(score==1) 
   g.drawImage(one.getImage(), 700, 40, null); 
  if(score==2) 
   g.drawImage(two.getImage(), 700, 40, null); 
  if(score==3) 
   g.drawImage(three.getImage(), 700, 40, null);
  
  if(score==4) 
   g.drawImage(four.getImage(), 700, 40, null); 
  if(score==5) 
   g.drawImage(five.getImage(), 700, 40, null); 
  if(score==6) 
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   g.drawImage(six.getImage(), 700, 40, null); 
  if(score==7) 
   g.drawImage(winScreen.getImage(), 80, 10, null); 
   
 } 
  
 public void getKeyPressed(String key){ 
  ((J2DGGameTester)getJ2DG()).player.getKeyPressed(key); 
 // getActors().get(7).getKeyPressed(key); 
 } 
  
 public void getKeyReleased(String key){ 
  ((J2DGGameTester)getJ2DG()).player.getKeyReleased(key); 
 // getActors().get(7).getKeyReleased(key); 
 } 
  
 public void loadImages(){ 
  zero.setImage("zero.png"); 
  one.setImage("one.png"); 
  two.setImage("two.png"); 
  three.setImage("three.png"); 
  four.setImage("four.png"); 
  five.setImage("five.png"); 
  six.setImage("six.png"); 
  winScreen.setImage("winScreen.png"); 
  scoreImage.setImage("score.png"); 
  System.out.println("World images loaded"); 
 } 
  
 public void updateWorld() {   
  super.updateWorld(); 
   if(score == 7) 
    this.getJ2DG().pause(); 
  // System.out.println(this.score); 
 } 
  
  
 public void setScore(int newScore){ 
  score = newScore; 
 } 
  
 public int getScore(){ 
  return score; 
 } 
  
 public void getMouseReleased(int mouseRX, int mouseRY){ 
  if(score == 7 && mouseRX > 0){ 
   System.out.println("mouse pressed while win");
    
   this.setScore(0); 
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  // ((J2DGGameTester)getJ2DG()).longMusic.stop(); 
   ((J2DGGameTester)getJ2DG()).shortMusic.stop(); 
  // ((J2DGGameTester)getJ2DG()).soundFXLoop.stop(); 
   this.getJ2DG().restart(); 
  
  } 
 } 
  
} 
TestActor 
 
package Java2DGames; 
 
public class TestActor extends Actor { 
 
 private int speed; 
 private boolean on = false; 
 private boolean collisionOver = true; 
 J2DGSound turnon = new J2DGSound(); 
 J2DGSound turnoff = new J2DGSound();; 
 private static int score = 0; 
 
 public TestActor(World givenWorld, int givenWidth, 
   int givenHeight, int speed) { 
  super(givenWorld, givenWidth, givenHeight); 
  this.speed = speed; 
 } 
 
 public void act() { 
      
  if (this.getY() > 0) 
   setPosition(getX(),getY()-speed); 
  else { 
   setPosition(getX(),getWorld().getWorldHeight()); 
  } 
   
  ////////////////////  Enter / Exit  /////////////////// 
  if (collisionOver && 
this.collision(this.getWorld().getActors().get(7))) { 
   collisionOver=false; 
   changeState(); 
   System.out.println("enter"); 
  }else if(!collisionOver && 
!collision(getWorld().getActors().get(7))){ 
     collisionOver = true; 
    
 System.out.println("exit"); 
  } 
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 } 
 public void setSoundOn(){ 
  turnon.setSound("turnon.wav"); 
 } 
 public void setSoundOff(){ 
  turnoff.setSound("turnoff.wav"); 
 } 
  
 public void changeState(){ 
  if(on){ 
   System.out.println("turned off"); 
   on = false; 
   turnoff.start(); 
  
 ((TestWorld)this.getWorld()).setScore(((TestWorld)this.getWorld()).getScore()-1); 
   setImage("knapOff.png"); 
    
  } 
  else if(!on){ 
   turnon.start(); 
   System.out.println("turned on"); 
  
 ((TestWorld)this.getWorld()).setScore(((TestWorld)this.getWorld()).getScore()+1); 
   on = true; 
   setImage("knap1.png"); 
  } 
 } 
  
} 
TestActor2 
package Java2DGames; 
 
public class TestActor2 extends Actor{ 
 
 private int speed; 
 boolean on; 
 boolean up = false; 
 boolean down = false; 
 boolean a = false; 
 boolean s = false; 
 boolean d = false; 
  
 public TestActor2(World givenWorld, int givenWidth, int givenHeight, int speed) { 
  super(givenWorld, givenWidth, givenHeight); 
  this.speed = speed; 
 } 
 
 public void act(){ 
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  if(getX() < getWorld().getWorldLength()) 
   setPosition(getX()+speed,getY()); 
  else{setPosition(0, getY());} 
   
  if(this.getY() > getWorld().getWorldHeight()) 
   setPosition(getX(),0); 
  if(this.getY() < 0) 
   setPosition(getX(), getWorld().getWorldHeight()); 
   
  if(up) 
   setPosition(getX(),getY()-speed); 
    
  if(down) 
  setPosition(getX(),getY()+speed); 
   
  // Simple keyhandling. 
/*  if(isKeyDown("UP")) 
   setPosition(getX(),getY()-speed); 
    
  if(isKeyDown("DOWN")) 
   setPosition(getX(),getY()+speed); 
    
  if(isKeyDown("LEFT")) 
   setPosition(getX()-speed,getY()); 
    
  if(isKeyDown("RIGHT")) 
   setPosition(getX()+speed,getY()); 
*/   
  if(isKeyDown("F1")) 
   System.out.println("F1 er nede"); 
   
  if(isKeyDown("F12")) 
   System.out.println("F12 er nede"); 
   
  if(isKeyDown("F1") && isKeyDown("F12")) 
   System.out.println("Begge to er nede"); 
   
  if(isKeyToggled("SPACE")){ 
   setImage("knap3.png"); 
   setPosition(getX()+3, getY()); 
  } 
  else 
   setImage("knap2.png"); 
 } 
  
  
 
public void getKeyPressed(String key){ 
  //advanced keyhandling 
  if(key=="UP" && !up) 
 93 
   up = true; 
   
  if(key=="DOWN" && !down) 
   down = true; 
   
  if(key=="A") 
   a = true; 
   
  if(key=="S") 
   s = true; 
   
  if(key=="D") 
   d = true; 
 } 
  
 public void getKeyReleased(String key){ 
  //advanced keyhandling 
  if(key=="UP" && up) 
   up = false; 
   
  if(key=="DOWN" && down) 
   down = false; 
   
  if(key=="A") 
   a = false; 
   
  if(key=="S") 
   s = false; 
   
  if(key=="D") 
   d = false; 
   
 } 
} 
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Kildekode til ”Lunar Lander” 
TestJ2DG 
 
public class TestJ2DG extends J2DG{ 
 
 public Moon moon = new Moon(1,600,600); 
 public Rocket rocket; 
 public Actor platform; 
 public Actor outOfFuel; 
 
 public TestJ2DG(int fps, int frameSizeX, int frameSizeY){ 
  super(fps, frameSizeX, frameSizeY); 
  setTitle("ROCKET");  
 } 
  
 public static void main(String [] args){ 
  TestJ2DG j2dg = new TestJ2DG(30, 600, 600); 
  j2dg.initialize(); 
 } 
  
 @Override 
 public void initialize(){ 
   
  moon.setImage("moon.png"); 
  setWorld(moon); 
   
  platform = new Actor(moon, 80, 100); 
  platform.setImage("tom.png"); 
  moon.addActor(platform, 329, 612); 
   
  rocket = new Rocket(moon, 105, 105); 
  rocket.setImage("rocket.png"); 
  moon.addActor(rocket, 330, 200); 
 
  outOfFuel = new Actor(moon, 400, 400); 
  outOfFuel.setImage("tom.png"); 
  moon.addActor(outOfFuel, 200, 200); 
   
  startGame(); 
 } 
} 
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Moon 
 
public class Moon extends World{ 
  
 public Moon(int cellSize, int worldLength, int worldHeight){ 
  super(cellSize,worldLength,worldHeight); 
  System.out.println("moon created"); 
 } 
 
 public void getKeyPressed(String key){ 
  ((TestJ2DG)getJ2DG()).rocket.getKeyPressed(key); 
 } 
  
 public void getKeyReleased(String key){ 
  ((TestJ2DG)getJ2DG()).rocket.getKeyReleased(key); 
 } 
} 
Rocket 
 
public class Rocket extends Actor{ 
  
 public boolean dead = false; 
 public boolean engineOn = false; 
 public boolean exploded = false; 
 public boolean clicked = false; 
 //image related 
 public static int IMAGE_COUNT = 10; 
 public static J2DGImage [] images ; 
 public int increment = 1; 
 public int size = 0; 
  
 // Current speed. 
    private double speed = 0; 
    private int fuel = 100; 
      
    // Current speed. 
    private double MAX_LANDING_SPEED = 10;   
     
    // Power of the rocket. 
    private double thrust = -3; 
     
    // The location. 
    private double altitude = 200; 
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    // The speed is divided by this.  
    private double speedFactor = 10; 
    
    //gravity. 
    public double gravity = 1.6; 
     
    //explosion soundFX. 
    public J2DGSound boom; 
     
 public Rocket(World world, int width, int height) { 
  super(world, width, height); 
  boom = new J2DGSound(); 
  boom.setSound("bigboom.wav"); 
 } 
  
 public void act(){ 
  if(!dead){ 
   
   boost(); 
   
   if(fuel < 1) 
   
 ((TestJ2DG)getWorld().getJ2DG()).outOfFuel.setImage("oof.png"); 
    
   if 
(!collision(((TestJ2DG)getWorld().getJ2DG()).platform)){ 
    applyGravity(); 
    altitude += speed / speedFactor; 
    setPosition(getX(), (int)altitude); 
   }else 
if(collision(((TestJ2DG)getWorld().getJ2DG()).platform) && speed > MAX_LANDING_SPEED){ 
    dead = true; 
    boom.start(); 
    setImage("coolexplosion.png"); 
   
 image.scale(image.getWidth(),image.getHeight()); 
    initialiseImages(); 
          image.setImage(images[0]); 
   }else{ 
    setImage("j2dgflag.png"); 
    getWorld().getJ2DG().pause();} 
  }else if (size>=0){ 
   image.setImage(images[size]); 
   size += increment;   
   if(size>=IMAGE_COUNT) { 
    increment = -increment; 
    size += increment; 
   } 
    
   if (size == 0){ 
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    getWorld().getJ2DG().pause(); 
    getWorld().removeActor(this); 
     
   } 
  } 
 } 
  
  public synchronized static void initialiseImages() { 
         if(images == null) { 
             J2DGImage baseImage = new J2DGImage("coolexplosion.png"); 
             int maxSize = baseImage.getWidth()*4; 
             int delta = maxSize / (IMAGE_COUNT+1); 
             int size = 0; 
             images = new J2DGImage[IMAGE_COUNT]; 
             for(int i=0; i < IMAGE_COUNT; i++) { 
                 size = size + delta; 
                 images[i] = new J2DGImage(baseImage); 
                 images[i].scale(size, size); 
             } 
         } 
     } 
   
 public void applyGravity(){ 
  speed += gravity; 
 } 
  
 public void getKeyPressed(String key){ 
  if(key == "DOWN"){ 
   setImage("rocket.png"); 
   engineOn = true; 
  } 
 } 
  
 public void getKeyReleased(String key){ 
  if(key == "DOWN"){ 
   engineOn = false;  
  } 
 } 
  
 private void boost() {        
        if((fuel > 0) && engineOn) { 
            // can't thrust if out of fuel! 
         setImage("rocketWithThrust.png"); 
            if (fuel < 1) 
             return; 
            speed+=thrust; 
            fuel-=1;          
        }else{setImage("rocket.png");} 
    } 
} 
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