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Vorwort
Kognitive Modelle (d. h. die Vorstellung von Menschen) u¨ber Computersysteme sind in vielen
Bereichen gut erforscht. Beispielsweise ist die Vorstellung u¨ber die Benutzung von Compu-
tersystemen Gegenstand der Software-Ergonomie und der Mensch-Maschine-Forschung (engl.
human computer interaction, HCI). In der Software-Entwicklung gibt es viele Untersuchun-
gen u¨ber die Vorstellungen der Programmierer/innen beim Entwickeln von Software. Auch
die Anfangsphasen der Entwicklung der Mensch-Maschine-Schnittstellen (Benutzungsschnitt-
stellen) werden durch Modelle der Forschung unterstu¨tzt, z. B. gibt es gepru¨fte Vorgehens-
methoden zur Ermittlung der Aufgaben der zuku¨nftigen Benutzer/in einer Mensch-Maschine-
Schnittstelle.
Dagegen ist der Bereich der Vorstellungen bei der Software-Entwicklung von Benutzungs-
schnittstellen allgemein noch nicht durch konzeptuelle Modelle fundiert. Die Vorgehenswei-
sen, die durch Werkzeuge zur Entwicklung von Benutzungsschnittstellen unterstu¨tzt werden,
basieren auf der Vorstellung der jeweiligen Werkzeug-Gestalter/in. Diese Vorstellung ha¨ngt
von verschiedenen Faktoren ab, z. B.:
• Von der Fachdisziplin, der die Werkzeug-Gestalter/in angeho¨rt, z. B. Software Engi-
neering, Visuelle Programmiersprachen oder auch der Anwendungsgebiete, in denen die
Benutzungsschnittstellen eingesetzt werden sollen.
• Von der Kenntnis der Werkzeug-Gestalter/in u¨ber die Entwicklung von Benutzungs-
schnittstellen. Das Wissen u¨ber Verhaltensmechanismen, Struktur und Architektur ist
auch fu¨r die Gestaltung und damit die Benutzung des Werkzeugs von Bedeutung. Oft
kennen Werkzeug-Gestalter/innen nur ein Benutzungsschnittstellen-Prinzip (beispiels-
weise das Callback-Prinzip, das spa¨ter erkla¨rt wird), und das oft auch nur in einer
Sprache und fu¨r eine konkrete Klassenbibliothek. Deshalb gibt es ha¨uﬁg Versta¨ndnis-
schwierigkeiten zwischen Entwickler/innen, die verschiedene Werkzeuge benutzen.
In dieser Arbeit werden daher die Vorstellungen bei der Entwicklung von Benutzungsschnitt-
stellen auf einer ho¨heren Ebene, d. h. implementierungsu¨bergreifend, fachgebietsu¨bergreifend
und u¨bergreifend u¨ber konkrete Mechanismen, anhand von drei (in dieser Arbeit durchgefu¨hr-
ten) Untersuchungen erforscht. Die Erkenntnisse dieser Forschung werden in einem neuen
Modell zusammengefaßt, das die u¨bergreifenden Vorstellungen durch eine einheitliche Termi-
nologie ausdru¨ckt: dem Aspektmodell. Das Aspektmodell ist fu¨r Software-Ingenieur/innen, De-
signer/innen von Benutzungsschnittstellen und Anwendungs-Expert/innen versta¨ndlich. Wei-
terhin werden Abstraktionsebenen der Programmierung unterschieden, die Basiskonzepte,
Konzepte der Software-Wiederverwendung und aufgabenorientierte Konzepte beru¨cksichti-
gen. Diese Ebenen ﬁnden sich in der textuellen und der visuellen Programmierung wieder. Es
zeigt sich, daß das Aspektmodell in jeder Ebene gu¨ltig ist und die klare gedankliche Abgren-
zung zwischen den Ebenen sowie das gedankliche Auf- und Absteigen zwischen den Ebenen
bei der Programmierung unterstu¨tzt, das fu¨r allgemeingu¨ltige Programmiertechniken nicht
vermieden werden kann.
Das Aspektmodell ist ebenfalls die Grundlage fu¨r das von mir in dieser Arbeit entworfene und
implementierte Werkzeug COMBO. Wegen dieser Basis ist COMBO erwartungsgema¨ß fu¨r
Entwickler/innen verschiedener Disziplinen versta¨ndlich und erlaubt eine leichtere Versta¨ndi-
gung zwischen den Entwickler/innen der unterschiedlichen Fachrichtungen.
Vorwort iii
Die zur Umsetzung des Aspektmodells notwendigen technischen Grundlagen wurden ebenfalls
in dieser Arbeit erforscht:
• Es wird herausgearbeitet, welchen Prinzipien ein Werkzeug genu¨gen muß, das das
Aspektmodell umsetzt.
• Es werden visuelle Speziﬁkationsmethoden entworfen und implementiert, mit denen die
Aspekte des Aspektmodells beschrieben werden ko¨nnen. Aus den Speziﬁkationen wird
Programmtext generiert, der, zusammengesetzt, eine lauﬀa¨hige Benutzungsschnittstelle
generiert. Weitere, bereits existierende Speziﬁkationsmethoden werden in das Werkzeug
COMBO integriert.
• Es wird untersucht, wie Konzepte des Software Engineering zur Wiederverwendung,
und zwar Anwendungsrahmen, Entwurfsmuster und Komponenten, unterstu¨tzt werden
ko¨nnen. Aufbauend auf dem Aspektmodell werden (im Rahmen dieser Arbeit gefun-
dene) neue Entwurfsmuster fu¨r Benutzungsschnittstellen und visuelle Speziﬁkationsme-
thoden fu¨r Anwendungsrahmen diskutiert und fu¨r Entwurfsmuster und Komponenten
vorgestellt und realisiert.
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Zur Schreibweise
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ni entweder gar nicht oder uneinheitlich u¨bersetzt werden. Als Beispiel sei das Wort Be-
nutzungsschnittstelle genannt, das in der Literatur oft durch (graphische) Benutzungsober-
ﬂa¨che, user interface, interface, Benutzerschnittstelle, Benutzer-Interface, Benutzeroberﬂa¨che,
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bezeichnungen in meinen Texten durchga¨ngig eine gemischte Schreibweise der Form Pro-
grammierer/innen und Entwickler/innen zu verwenden. Damit soll jedesmal, wenn eine solche
Personenbezeichnung verwendet wird, darauf hingewiesen werden, daß jede der Ta¨tigkeiten
(z. B. Programmieren, Entwickeln, etc.) hoﬀentlich mo¨glichst bald von so vielen Frauen wie
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Heute ist der Computer an jedem Arbeitsplatz pra¨sent und deshalb wird die Arbeitsumge-
bung des Menschen wesentlich durch die Gestaltung der Schnittstelle zwischen Mensch und
Computer (im folgenden Benutzungsschnittstelle genannt) gepra¨gt.
Seit ihrer Erﬁndung in den 60er und 70er Jahren sind graphische Benutzungsschnittstellen
zunehmend leichter bedienbar geworden.
Auch die Werkzeuge zu ihrer Erstellung wurden weiter entwickelt, von
• Expert/innen fu¨r Mensch-Maschine-Interaktion (engl. human computer interaction,
HCI ),
• von Software-Ingenieur/innen und von
• Anwendungs-Expert/innen.
Leider haben Entwickler/innen dieser Werkzeuge selten zusammengearbeitet, so daß es in je-
dem Bereich unterschiedliche Werkzeuge gibt. Laut Myers [Mye00c] sind Hunderte von Benut-
zungsschnittstellen-Entwicklungswerkzeugen kommerziell verfu¨gbar, und noch viel mehr sind
als Prototypen in Forschungseinrichtungen entstanden. In dieser Arbeit werden die Ansa¨tze
der genannten Gebiete untersucht und zusammengefu¨hrt.
Benutzungsschnittstellen von Bu¨ro-, Datenbank- und Web-Anwendungen bestehen inzwi-
schen aus ausprogrammierten Standardelementen, die bei der Konstruktion neuer Benut-
zungsschnittstellen wiederverwendet werden ko¨nnen.
Und doch gibt es Bereiche, in denen Benutzungsschnittstellen auch heute noch von
”
ganz
unten”, d. h. von Hand, programmiert werden mu¨ssen. Das ist nicht verwunderlich, wenn es
sich um noch nicht etablierte Anwendungen handelt (z. B. Anwendungen im mobilen Bereich,
der simulierten Realita¨t, engl. virtual reality oder der erweiterten Realita¨t, engl. augmented
reality).
Es ist erstaunlich, daß auch die etablierten zweidimensionalen objektorientierten Benutzungs-
schnittstellen technischer Anwendungen dazugeho¨ren, z. B. Bediensysteme von Fabrikanlagen
oder Prozeßautomatisierungs-Systeme (im na¨chsten Abschnitt werden Beispiele vorgestellt).
Wu¨nschenswert sind Werkzeuge oder Methoden, mit denen die Benutzungsschnittstelle spe-
ziﬁziert, d. h. auf einer ho¨heren Abstraktionsstufe deﬁniert werden kann.
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Fu¨r technische Anwendungen gibt es keine
”
optimalen” Benutzungsschnittstellen-Entwick-
lungswerkzeuge in dem Sinne, daß sie
• von der Expert/in eines Anwendungsgebiets ohne Programmierkenntnisse benutzbar
sind,
• u¨ber das Verwenden vordeﬁnierter Benutzungsschnittstellen-Elemente hinausgehende
ﬂexible Speziﬁkationen von Benutzungsschnittstellen anbieten sowie
• neue Erkenntnisse der Informatik zur Wiederverwendung einbeziehen, z. B. durch Ver-
wenden von Anwendungsrahmen, Entwurfsmustern und Komponenten.
Daher liegt der Schwerpunkt dieser Dissertation auf Methoden und Werkzeugen zur Entwick-
lung von Benutzungsschnittstellen technischer Systeme: Es wird untersucht, welche Rolle End-
benutzer/innen im Entwicklungsprozeß spielen und welche Anforderungen sie an ein Werkzeug
stellen. Daraus wird ein neues Modell abgeleitet, das Aspektmodell, das unabha¨ngig vom An-
wendungsgebiet zur Beschreibung von Benutzungsschnittstellen dient. In dieser Arbeit wurde
das auf dem Aspektmodell beruhende Werkzeug COMBO von mir entworfen und als Prototyp
realisiert.
COMBO bietet Speziﬁkationsmethoden sowohl fu¨r die Endbenutzer/in (vollsta¨ndig visuell
und aufgabenorientiert) als auch fu¨r die Entwickler/in mit Programmierkenntnissen (visuell
auf der Ebene von Strukturen und Mechanismen der Klassenbibliotheken oder auch textuell)
an.
1.1 Problematik, Ziel der Arbeit und Lo¨sungsansatz,
illustriert durch Beispiele
Die vorliegende Problematik soll an zwei Beispielen verdeutlicht werden.
Am ersten Beispiel wird gezeigt, daß bereits der Entwurf einfacher Bildschirmelemente schwie-
rig ist und wie eine intuitive Speziﬁkationsmethode aussehen ko¨nnte. Eine Speziﬁkationsme-
thode beschreibt Notation und Vorgehen zur Speziﬁkation eines Programms oder Systems.
Das zweite Beispiel zeigt komplexere Benutzungsschnittstellen, die aus mehreren einfachen
Bildschirmelementen aufgebaut sind.
Beispiel 1: Ein Tank mit Zu- und Ablauf
Benutzungsschnittstellen fu¨r die Bedienung technischer Anlagen stellen oft Teile der Anlage
visuell dar.
Fu¨r eine Kla¨ranlage beispielsweise ko¨nnten der Fu¨llstand eines Mischbeckens und die Sauer-
stoﬀkonzentration durch ein graphisches Tank-Element dargestellt werden, wie in Abbildung
1.1 gezeigt.
Der Fu¨llstand wird durch die Fu¨llho¨he des graphischen Tank-Elements repra¨sentiert und die
momentane Sauerstoﬀkonzentration durch die Farbe des Inhalts (z. B. rot = Sauerstoﬀkon-
zentration zu niedrig, gru¨n = ok, blau = zuviel Sauerstoﬀ).
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Abbildung 1.1: Bildschirmelement zur Darstellung des Inhalts eines Tanks in den
unterschiedlichen Zusta¨nden (links: blau = zuviel Sauerstoﬀ, Mitte: rot= zuwenig
Sauerstoﬀ, rechts: gru¨n = ok)
Problematik
Viele Werkzeuge basieren darauf, daß vorgefertigte Elemente verwendet werden ko¨nnen, die
sehr anschaulich und intuitiv angeordnet werden ko¨nnen.
Beliebige graphische Elemente, wie das vorgestellte Tank-Element, sind nicht als vorgefertigte
Bausteine vorhanden, sondern mu¨ssen
”
von Hand” programmiert werden.
Das Programmieren
”
von Hand” in einer Programmiersprache wie C, C++ oder Java erfor-
dert das Erlernen sowohl der Programmiersprache als auch der entsprechenden Klassenbi-
bliotheken und entsprechend breites Informatik-Wissen.
Ziel
Die Lu¨cke zwischen der Benutzung vorgefertigter Elemente und der Programmierung
”
von
Hand” soll mit der vorliegenden Arbeit geschlossen werden: Dazu mu¨ssen eine Vorgehens-
weise und ein Werkzeug entwickelt werden, die anschauliche und intuitive Programmierung
beliebiger graphischer Elemente ermo¨glichen.
Um dieses Ziel zu erreichen, mu¨ssen folgende Fragen beantwortet werden:
• Was ist intuitive, d. h.
”
auf unmittelbarer Anschauung beruhende” [WB99], Speziﬁka-
tion von Benutzungsschnittstellen?




• Welche Aufgaben treten bei der Programmierung einer Benutzungsschnittstelle auf, die
durch eine intuitive Speziﬁkation vereinfacht werden ko¨nnten?
– Wie kann das Aussehen der einzelnen Benutzungsschnittstellen-Elemente intuitiv
speziﬁziert werden?
– Wie kann das Verhalten der einzelnen Benutzungsschnittstellen-Elemente intuitiv
speziﬁziert werden?
– Wie wird die Verbindung zur Anwendung intuitiv hergestellt?
Die Fragen lassen sich nicht alleine mit den Mitteln der Informatik beantworten, sie streifen
auch Gebiete, die sich mit menschlichen Vorstellungen und Fa¨higkeiten bescha¨ftigen, sowie
das Anwendungsgebiet. Daher wird folgender Lo¨sungsansatz gewa¨hlt:
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Interdisziplina¨res Vorgehen
Zuna¨chst werden die Erkenntnisse der Gebiete (Kognitions-)Psychologie, technische Anwen-
dungen und Informatik untersucht. Mit Hilfe von Untersuchungmethoden und Vorgehens-
modellen werden Antworten auf die genannten Fragen abgeleitet. Aus den Antworten wird
ein Modell zur Entwicklung von Benutzungsschnittstellen entwickelt, das als Grundlage fu¨r
ein prototypisches Werkzeug dient.
Als eine mo¨gliche Antwort auf die Frage nach intuitiver Speziﬁkation wird - in Vorwegnahme
spa¨terer Ergebnisse - in Abbildung 1.3 ein Beispiel fu¨r eine
”
intuitive Speziﬁkation” mit Papier
und Bleistift gezeigt, die mehrfach im Rahmen studentischer Arbeiten verwendet wurde, um
die Tank-Benutzungsschnittstelle zu erkla¨ren.
Wie das Beispiel zeigt, scheinen Menschen visuelle Darstellungen von Systemen gerne zu
benutzen, wenn sie u¨ber Benutzungsschnittstellen reden1. Zu beobachten ist auch, daß in
der Regel das System in mehreren Ansichten dargestellt wird, die dann durch Pfeile und
Erkla¨rungen erga¨nzt werden. Die Pfeile und Erkla¨rungen beschreiben damit die Semantik der
Benutzungsschnittstelle.
Es gibt noch kein Werkzeug, das diese Speziﬁkation vom Papier in ein Programm umsetzt!
Das liegt daran, daß es zwar Werkzeuge gibt, mit denen man Skizzen von Papier einlesen
kann und auch Werkzeuge, die Gesten erkennen ko¨nnen, wenn diese Skizze mit einem Stift als
Eingabegera¨t gezeichnet wird [LM00, DHT00]. Es gibt aber keine Werkzeuge, die diese Pfeile
in Programme umsetzen, d. h. die Semantik der Zeichnung verstehen. Das in dieser Arbeit
prototypisch implementierte Werkzeug COMBO versteht die Semantik und kann die Pfeile
interpretieren, simuliert jedoch
”
Papier und Stift” durch Maus- und Tastatur-Interaktionen.
Entwuf einer Benutzungschnittstelle fu¨r einen Tank
Zuerst wurden die Elemente der Anlage, der Sensor-Datenverarbeitung und der Benutzungs-
schnittstelle dargestellt:
Abbildung 1.2: Entwurf der Elemente
1Dies wurde auch durch die Studie in Abschnitt 3.3.5 belegt.
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Als na¨chstes wurden bestimmte Eigenschaften formuliert, z. B. daß der Tank fu¨llbar ist, daß
die Fu¨llho¨he und die Farbe von den Sensordaten abha¨ngen:
Abbildung 1.3: Verhalten der Oberﬂa¨chenelemente
Speziﬁkation weiterer Elemente und ihrer Eigenschaften:
usw.
Abbildung 1.4: Abha¨ngigkeiten
Beispiel 2: Benutzungsschnittstellen in Flugzeugen
Komplexere Benutzungsschnittstellen setzen sich oft aus mehreren graphischen Bildschirm-
elementen zusammen. Die Abbildungen 1.5 und 1.6 zeigen Benutzungsschnittstellen in Flug-
zeugen, die sich aus mehreren Einzelelementen zusammensetzen.
6 Kapitel 1. Einleitung
Abbildung 1.5: Ein klassisches Flugzeugdisplay. Dieser Bildschirm ist
aus vordeﬁnierten Bildschirmelementen der Firma Generic Logic Inc. [Gen00]
zusammengestellt.
Neuere Flugzeugdisplays fassen die Daten mehrerer Sensoren zusammen und zeigen ein Bild,




















Abbildung 1.6: Ausschnitt aus einem Flugzeugdisplay fu¨r Blindﬂu¨ge, z. B. bei Nebel
(nach [Hel94]).
Bei genauerer Analyse der Abbildung 1.6 entdeckt man, daß auf einem Video-Hintergrundbild
(oder Koordinatensystem) mehrere einfache Bildschirmelemente angeordnet sind: Durchlau-
fende Skalenelemente zeigen Geschwindigkeit und Flugrichtung an und eine einfache Skala
die Ho¨he. Eine quer durch den Bildschirm laufende Linie gibt die Fluglage an. Die Dreiecke
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in der Bildmitte zeigen kombiniert die Richtung und Lage fu¨r den momentanen Zeitpunkt
(erstes Dreieck) und vorausberechnet fu¨r spa¨tere Zeitpunkte an.
Alle Elemente stellen also Daten der Anwendung durch graphisches Verhalten dar.
Die Implementierung eines solchen Flugzeugdisplays
”
von Hand” hat sogar vereinfacht
im Rahmen eines von mir betreuten studentischen Praktikums mehrere Monate gedauert
[KPZ96]. Es wurde mit Hilfe des Software-Baukastens Amulet [MFM+96] realisiert, der ﬂexi-
bel und einfach zu bedienen ist.
1.2 Einordnung der Arbeit und Schwerpunkt
Der Entwicklungsprozeß von Benutzungsschnittstellen und die an
der Entwicklung beteiligten Personen
Abbildung 1.7 zeigt einen U¨berblick u¨ber den Prozeß des Entwurfs von Benutzungsschnitt-






























Abbildung 1.7: Der Prozeß der Realisierung einer objektorientierten Benutzungsschnittstelle
(nach [Col94])
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Fu¨r jeden Schritt des Entwurfsprozesses existieren Entwurfsmethoden, z. B. fu¨r die Aufga-
benanalyse und die Analyse der Benutzer/innen oder den Entwurf des konzeptuellen Modells.
Einordnung dieser Arbeit in das vorgestellte Prozeßmodell
Die vorliegende Arbeit bescha¨ftigt sich mit den Schritten zur Speziﬁkation der Benutzungs-










Der Schwerpunkt liegt dabei auf visuellen Speziﬁkationsmethoden.
Zur Terminologie
An der Benutzung der Schnittstelle und diesen Entwicklungsschritten sind verschiedene Per-
sonen beteiligt.
• Die (End-)Benutzer/innen sind diejenigen, die mit einer Software-Anwendung mit Hil-
fe der Benutzungsschnittstelle arbeiten, z. B. Operateur/innen oder Expert/innen des
Anwendungsgebiets.
• Die Benutzungsschnittstelle wiederum kann von unterschiedlichen Personen entwickelt
werden, die in dieser Arbeit folgendermaßen bezeichnet werden:
– Entwickler/in wird in dieser Arbeit diejenige Person genannt, die den Software-
Entwicklungsprozeß in den verschiedenen Phasen (Objektorientierte Analyse, De-
sign, Implementierung) durchfu¨hrt. Um den Software-Entwicklungsprozeß von der
Gesamtentwicklung (einschließlich Aufgaben- und Benutzer/innen-Analyse) abzu-
grenzen, wird an einigen Stellen auch der Begriﬀ Konstruktion verwendet. Wenn
sie nur implementiert, wird sie Programmierer/in genannt. Wenn sie nur die Ana-
lyse der Benutzer/innen und deren Aufgaben u¨bernimmt, wird sie Entwickler/in
des Benutzer/innen- oder Aufgabenmodells genannt.
– Mit Designer/innen werden die Personen bezeichnet, die die graphische Gestaltung
u¨bernehmen2.
– Auch (End-)Benutzer/innen ko¨nnen Benutzungsschnittstellen entwickeln, wenn sie
entweder
∗ ebenfalls einer der anderen Kategorien zugeordnet werden ko¨nnen
∗ oder ihnen entsprechende Werkzeuge zur Verfu¨gung gestellt werden.
2Im Englischen wird der Begriﬀ designer sowohl fu¨r Entwickler/innen als auch Designer/innen verwendet.
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Grundelemente als Beispiel für 
Abbildung 1.8: Entwurf von Benutzungsschnittstellen technischer
Systeme mit visuellen Methoden und Werkzeugen
In Kapitel 2 wird erforscht, welche Vorstellungen (das sog. konzeptuelle Modell) und
Fa¨higkeiten Menschen haben, die Benutzungsschnittstellen entwickeln und programmieren
(Abschnitt 2.1.1).
Daraus wird abgeleitet, welche Anforderungen an Entwurfsverfahren oder Werkzeuge zur Ent-
wicklung von Benutzungsschnittstellen gestellt werden mu¨ssen, die das konzeptuelle Modell
unterstu¨tzen (Abschnitt 2.2). Insbesondere wird untersucht, welche kognitiven Anforderun-
gen visuelle Entwurfsverfahren oder Werkzeuge stellen (Abschnitt 2.2.6). Anhand einer em-
pirischen Untersuchung wird gezeigt, wie sich aufgabenorientierte visuelle Programmierung
von visueller Programmierung der programmiertechnischen Mechanismen (Abschnitt 2.2.6)
unterscheidet, und daß sie auf verschiedenen Programmierebenen stattﬁndet.
Aus den gewonnenen Erkenntnissen werden allgemeine Prinzipien abgeleitet, auf denen visu-
elle Entwurfsmethoden beruhen mu¨ssen, wenn sie zur Unterstu¨tzung des Entwurfsprozesses
eingesetzt werden sollen (Abschnitt 2.3).
Kapitel 3 identiﬁziert die besonderen Anforderungen technischer Benutzungsschnitt-
stellen im Vergleich mit anderen Benutzungsschnittstellen, wie Bu¨roanwendungen oder CAD-
Systeme:
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• Die Benutzer/innen haben andere Aufgaben (Beobachten, Bedienen, Steuern statt Ent-
werfen, Daten eingeben, ...), weshalb die Benutzungsschnittstellen anders aussehen, ins-
besondere mehr Graphikanteile enthalten mu¨ssen (Abschnitte 3.1 und 3.2).
• Diese Besonderheiten der technischen Benutzungsschnittstellen zusammen mit der Be-
ru¨cksichtigung von interdisziplina¨ren Entwicklungsteams fu¨hren zu besonderen Anfor-
derungen an den Entwicklungsprozeß und an die eingesetzten Entwurfsmethoden und
Werkzeuge.
Anhand einer Studie (3.3.5) wird untersucht, wie sich diese Anforderungen auf die Entwicklung
von Benutzungsschnittstellen auswirken.
Kapitel 4 widmet sich den programmiertechnischen Grundlagen fu¨r den Entwurf von Be-
nutzungsschnittstellen. Um die gemeinsamen Grundlagen zu ﬁnden, werden im Rahmen dieser
Arbeit verschiedene Ansa¨tze zu folgenden Themenbereichen analysiert:
• Grundsa¨tzlicher Aufbau von Benutzungsschnittstellen.
• Architekturen fu¨r Benutzungsschnittstellen.
• Mechanismen fu¨r interaktive Systeme in Klassen- und Funktionsbibliotheken sowie
Sprachkonzepte.
• Einsatz von Software-Engineering-Konzepten wie Entwurfsmuster und Komponenten-
technologie bei der Entwicklung von Benutzungsschnittstellen.
• Visuelle Entwurfsmethoden und Werkzeuge aus den Gebieten Software Engineering,
objektorientierte Programmierung, visuelle Programmierung,Mensch-Maschine-Schnitt-
stellen (HCI ), Elektrotechnik undMaschinenbau. Insbesondere wird der Einsatz und die
Integration visueller Speziﬁkationsmethoden in Programmierumgebungen fu¨r die Spra-
chen Java und Smalltalk anhand der in Kapitel 2 genannten kognitiven Anforderungen
an Entwickler/innen untersucht.
Es wird damit herausgearbeitet, welche programmiertechnischen Aufgaben beim Entwurf ei-
ner Benutzungsschnittstelle zu lo¨sen sind.
Kapitel 5 fu¨hrt das Aspektmodell als Modell fu¨r die Beschreibung der in Kapitel 4 her-
ausgefundenen Aufgaben ein. Benutzungsschnittstellen werden durch die folgenden Aspekte
beschrieben:
• Layout (graphische Anordnung),
• Objektstruktur (programmtechnischer Bau- oder Architekturplan),
• Verhalten der Benutzungsschnittstelle sowie
• Verbindung von Benutzungsschnittstelle und Anwendung.
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Mit dem Aspektmodell lassen sich sowohl die identiﬁzierten programmiertechnischen Grund-
prinzipien als auch die Besonderheiten von technischen Benutzungsschnittstellen beschreiben.
Auch die in Kapitel 2 gefundenen Prinzipien ko¨nnen mit dem Modell auf allen Ebenen un-
terstu¨tzt werden.
Aufbauend auf diesem Modell wird in Kapitel 6 zuna¨chst eine Basisarchitektur fu¨r das
Werkzeug COMBO vorgestellt. Daraus werden visuelle Speziﬁkationsmethoden entwickelt,
die prototypisch implementiert und in COMBO integriert sind. Die grundlegende Idee dabei
ist, daß COMBO verschiedene Entwurfsmethoden anbietet, die jeweils einen Teilaspekt der
Benutzungsschnittstelle entwerfen.
In diesem Kapitel wird zu jedem Aspekt eine kurze U¨bersicht prinzipiell infrage kommen-
der Methoden gegeben. Danach werden einzelne Methoden beispielhaft mit Hilfe der in den
vorhergehenden Kapiteln erarbeiteten Kriterien (konzeptuelles Modell, Programmierebene,
visuelle Prinzipien, programmiertechnische Grundprinzipien) genauer vorgestellt.
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Entwurfs-
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Abbildung 1.9: Einordnung der Ergebnisse der vorliegenden Arbeit in den Entwurfsprozeß
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Kapitel 7 stellt die Benutzungsschnittstelle und die Implementierungsfragen des Werk-
zeugs COMBO vor. Es wird erla¨utert, wie die Zusammenarbeit der verschiedenen Arten von
Editoren unterstu¨tzt wird.
Weiterhin wird exemplarisch gezeigt, wie ein Beispiel durchgehend entwickelt werden kann.
Dieses Beispiel wurde an einer Versuchsperson getestet und mit der herko¨mmlichen Art ver-
glichen, das Beispiel zu entwickeln.
Schließlich werden einige Erweiterungen von COMBO vorgestellt und diskutiert.
Kapitel 8 faßt die Ergebnisse dieser Arbeit zusammen und gibt einen Ausblick auf mo¨gliche
zuku¨nftige Forschungsarbeiten.
Kapitel 2
Wissen und Fa¨higkeiten von
Entwickler/innen:
Wie sich konzeptuelle Modelle bilden
“Software darf kein Handbuch brauchen”
“Software soll keine Hilfe brauchen”
“Software muß sich selbst erkla¨ren”
[Bis00]
Das Ziel dieser Arbeit ist die Unterstu¨tzung des Entwurfs von Benutzungsschnittstellen, d. h.
Unterstu¨tzung fu¨r die Entwickler/in bzw. Programmierer/in. Dazu wird in diesem Kapitel
zuna¨chst (Abschnitt 2.1.1) gezeigt, welche konzeptuellen Modelle die Benutzer/innen ha-
ben, und welche konzeptuellen Modelle die Entwickler/innen von Benutzungsschnittstellen
beeinﬂussen und welche sie beru¨cksichtigen mu¨ssen.
Danach wird in Abschnitt 2.2 untersucht, welche grundlegenden Fa¨higkeiten fu¨r die verschie-
denen Methoden (textuelles Programmieren, visuelles Entwerfen und Programmieren) beim
Entwurf von Benutzungsschnittstellen beno¨tigt werden. Daraus werden Grundprinzipien fu¨r
das in dieser Arbeit entwickelte Werkzeug COMBO abgeleitet.
Konkrete Methoden, die durch COMBO umgesetzt werden, werden aus den folgenden Kapi-
teln u¨ber anwendungsspeziﬁsche Benutzungsschnittstellen, den Aufbau und die Funktion von
Benutzungsschnittstellen abgeleitet.
2.1 Konzeptuelle Modelle von Benutzer/in und Ent-
wickler/in als Grundlage fu¨r Entwurfsverfahren
2.1.1 Das konzeptuelle Modell der Benutzer/in u¨ber Softwaresy-
steme
Die Benutzer/in eines Softwaresystems gewinnt bei der Ausbildung, Einarbeitung und Benut-
zung eine Vorstellung u¨ber das System, die konzeptuelles oder mentales Modell genannt wird
und ein Teil des deklarativen Benutzer/innenwissens ist [Wan93].
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Das konkrete konzeptuelle Modell einer Benutzer/in ha¨ngt von allgemeinen und perso¨nlichen
Faktoren ab. Perso¨nliche Faktoren sind z. B. Vorwissen, Lerntyp, Denktyp. Aufgrund dieser
Faktoren entwickelt jede Benutzer/in ihr eigenes konzeptuelles Modell. Die allgemeinen Fakto-
ren, z. B. verwendete Metapher oder Verhalten des Systems, ﬁnden sich in den konzeptuellen
Modellen aller Personen, die das System benutzen. Daher erlauben sie Verallgemeinerungen
und Annahmen u¨ber das konzeptuelle Modell der
”
Durchschnittsbenutzer/in”, wie die Pup-
pen in Automobiltests. Deshalb ist es wichtig, das konzeptuelle Modell bei der Entwicklung
eines Softwaresystems zu planen und zu beru¨cksichtigen (soweit es mo¨glich ist).
Beim Entwurf eines Softwaresystems muß folgendes beru¨cksichtigt werden:
• Die Benutzer/in soll ein klares Bild von der Funktionsweise aller wichtigen Funktionen
bekommen und
• die wichtigen Funktionen sollen klar voneinander abgegrenzt erscheinen.
Ein Teil dieser Punkte wird durch die Art der Einarbeitung, d. h. die Dokumentation,
Lehrbu¨cher und Seminare beeinﬂußt, aber wie schon im einleitenden Zitat gesagt wird, soll
Software mo¨glichst selbsterkla¨rend sein.
Entwicklung der Vorstellung im Laufe der Zeit
Das konzeptuelle Modell a¨ndert sich bei der Benutzung, indem zusa¨tzliche Information u¨ber
das System einbezogen wird. Bei der Einarbeitung und anfa¨nglichen Benutzung eines Softwa-
resystems spielen das Wissen u¨ber bekannte, a¨hnliche Systeme, Metaphern, die zur Darstel-
lung benutzt werden, sowie Erkla¨rungen aus Dokumentationen, Bu¨chern und Seminaren eine
Rolle. Im Laufe der Zeit wird das Softwaresystem selbst zum Referenzsystem zum Aufbau
konzeptueller Modelle u¨ber andere Softwaresysteme.
Adaptive und adaptierbare Systeme
Damit ein Softwaresystem fu¨r die Benutzer/in leicht benutzbar und erlernbar wird, muß das
konzeptuelle Modell, das die Entwickler/in u¨ber das von ihr zu entwickelnde System hat, mit
dem der Benutzer/in u¨bereinstimmen. Dazu gibt es zwei Ansa¨tze (z. B. in [Thi94]):
1. Beim Entwickeln wird das Softwaresystem von vornherein an ein konkretes konzeptuelles
Modell (z. B. von der Durchschnittsbenutzer/in ) angepaßt. Solche Systeme passen sich
zur Laufzeit nicht weiter an die Benutzer/in an.
2. Das System paßt sich im Laufe der Benutzung an das (sich vera¨ndernde) konzeptuelle
Modell der Benutzer/in an durch:
• Flexible Benutzungsstrategien, d. h. die Benutzer/in kann zwischen verschiedenen
Strategien wa¨hlen, z. B. Menu¨benutzung oder Abku¨rzungen durch die Tastatur
(adaptierbare Systeme).
• Intelligente Anpassung, d. h. das System beobachtet die Entwickler/in, zieht
Schlu¨sse aus ihrem Verhalten und a¨ndert sich entsprechend (adaptive Systeme).
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Die Wichtigkeit von Erkla¨rungen erfahrener Benutzer/innen, Tutorien oder
Bu¨cher
Das konzeptuelle Modell entsteht im Unterbewußtsein/Gehirn der Benutzer/in und ist (heut-
zutage) Untersuchungen nicht direkt zuga¨nglich.
Daher ist die Untersuchung von konzeptuellen Modellen indirekt auf die Aussagen und Dar-
stellungen der Benutzer/innen beschra¨nkt.
Ein Vorgehen zum Abfragen eines konzeptuellen Modells ist, das Softwaresystem von einer
erfahrenen Benutzer/in erkla¨ren zu lassen und diese Erkla¨rung als Abbild eines
”
guten” kon-
zeptuellen Modells zu verwenden1. Dieses Abbild besteht aus einer Menge von Versta¨ndnismu-
stern und Regeln u¨ber das Softwaresystem, die das Verhalten der Elemente (z. B. Funktionen,
Prozesse oder Objekte) einzeln oder im Verha¨ltnis zueinander erkla¨ren. Diese Elemente sind
sowohl Elemente des Systems als auch die Elemente, die durch das System manipuliert werden
(z. B. das Textverarbeitungssystem und die dadurch erzeugten Texte).
Solche gefundenen Versta¨ndnismuster ko¨nnen benutzt werden, um bestehende Softwaresy-
steme zu verbessern oder neue Systeme zu konstruieren, die der Benutzer/in gut angepaßt
sind.
Fu¨r die Entwicklung von Standardsoftware ko¨nnen dabei nur die allgemeinen Faktoren des
konzeptuellen Modells u¨bernommen werden.
Im folgenden wird in diesem Kapitel der Begriﬀ konzeptuelles Modell im Anwendungsfeld
”
Entwurf von Benutzungsschnittstellen” weiter verfeinert.
2.1.2 Das konzeptuelle Modell der Entwickler/in von Benutzungs-
schnittstellen
Im vorhergehenden Abschnitt wurde das konzeptuelle Modell der Benutzer/in vorgestellt.
Das Ziel dieser Arbeit ist die Unterstu¨tzung des Entwicklungsprozesses von Benutzungs-
schnittstellen. Daher wird nun untersucht, welches konzeptuelle Modell die Entwickler/in
einer Benutzungsschnittstelle hat, im Gegensatz zum konzeptuellen Modell der Endbenut-
zer/in, d. h. derjenigen Person, die die produzierten Benutzungsschnittstellen benutzen wird.
Natu¨rlich muß die Entwickler/in einer Benutzungsschnittstelle auch das konzeptuelle Modell
der Endbenutzer/in beru¨cksichtigen.
Dieses konzeptuelle Modell der Entwickler/in muß in einem Werkzeug, das den Entwurf von
Benutzungsschnittstellen unterstu¨tzt, beru¨cksichtigt werden.
Das konzeptuelle Modell der Entwickler/in von Werkzeugen zur Unterstu¨tzung der
Entwicklung von Benutzungsschnittstellen (z. B. der Autorin dieser Arbeit) beruht
daher auf dem konzeptuellen Modell der Entwickler/in von Benutzungsschnittstellen ,
das, wie gesagt, das konzeptuelle Modell der Benutzer/in der Benutzungsschnittstelle
umfaßt.
1Andere Methoden sind: Interviews, Fragebo¨gen, statistische Auswertung von Bewertungen, Computersi-
mulationen [RW92] und Modellierung von A¨hnlichkeitsdaten [Wan93]
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Abbildung 2.1: Die Schachtelung konzeptueller Modelle bei den
an der Benutzung und Entwicklung von Benutzungsschnittstellen beteiligten Personen
Die konzeptuellen Modelle der einzelnen Personen setzen sich wiederum aus Vorstellungen
u¨ber die verschiedenartigen psychologischen und technischen Modelle zusammen (siehe z. B.
[ZZ92][Va¨a¨95]). Abbildung 2.2 zeigt eine U¨bersicht u¨ber die in der Literatur genannten Mo-
delle, wiederum am Beispiel des Tanks, danach werden sie kurz beschrieben.
































konzeptuelles Modell der Entwickler/in
Benutzer/innen






   beobachten
konzeptuelles Modell der Entwickler/in
   beobachten
2. Wenn Füllstand
   zu hoch, dann Fluss
        Modell
1. Füllstamd
2. Wenn Füllstand


















































Abbildung 2.2: Die verschiedenen konzeptuellen Modelle
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Im folgenden werden die konzeptuellen Modelle im einzelnen vorgestellt, um zu verdeutlichen,
wie viele Modelle die Entwickler/in einer Benutzungsschnittstelle kennen muß.
I. Das konzeptuelle Modell der Benutzer/in entha¨lt die Vorstellung der Benutzer/in
u¨ber die Benutzungsschnittstelle sowie das dahinterliegende Anwendungssystem.
II. Das Entwurfsmodell ist der Oberbegriﬀ fu¨r konzeptuelle Modelle der Entwickler/innen
u¨ber den Entwurf. Es entha¨lt das Systemmodell und das Benutzer/innenmodell.
II.1 Das Systemmodell ist das konzeptuelle Modell der Entwickler/innen u¨ber die Ent-
wicklungsumgebung, mit der die Benutzungsschnittstelle programmiert wird. Die Entwick-
lungsumgebung entha¨lt hier relevant das Programmiermodell, das Ereignismodell und das
Architekturmodell.
II.1.a Das Programmiermodell (auch program model [IBM97a]) ist das Paradig-
ma, bzw. die konkreten Mechanismen, nach denen die Programmierung erfolgt. Dieses
Modell ist ein echtes Systemmodell, aber gleichzeitig ein Teil des konzeptuellen Modells
der Entwickler/innen .
II.1.b Das Ereignismodell beschreibt einen speziellen Ausschnitt des Programmier-
modells, na¨mlich den Teil, der erla¨utert, wie Ereignisse (z. B. Benutzer/inneneingaben)
verarbeitet werden.
II.1.c Das Architekturmodell beschreibt die Struktur und das grundlegende Verhalten
der zu entwickelnden Benutzungsschnittstelle. Ebenso wie das Programmiermodell handelt
es sich hier um ein Systemmodell; einige mo¨gliche Architekturmodelle werden in Kapitel
4.1 vorgestellt, und die Vorstellung daru¨ber ist wieder ein Teil des konzeptuellen Modells
der Entwickler/in.
Fu¨r das konzeptuelle Modell der Benutzer/in der Benutzungsschnittstelle sind Program-
mier-, Ereignis- und Architekturmodell transparent. Allerdings beeinﬂußt die Wahl der
Sprache/Klassenbibliothek unter Umsta¨nden Aussehen und Mo¨glichkeiten der fertigen Be-
nutzungsschnittstellen, z. B. sehen die graphischen Elemente von Bentuzungsschnittstellen,
die sog. graphischen Bausteine oder Widgets, je nach Bibliothek verschieden aus.
II.2 Das Benutzer/innenmodell beschreibt die Vorstellung, die die Entwickler/in von
der ku¨nftigen Benutzer/in hat. Dieses Modell schließt sowohl allgemeine Daten der vor-
aussichtlichen Durchschnittsbenutzer/in (Alter, Bildungsgrad etc.), als auch das vermutete
konzeptuelle Modell der Benutzer/in u¨ber die zu entwickelnde Benutzungsschnittstelle ein.
Fu¨r Standardsoftware werden in der Regel Benutzer/innenklassen festgelegt, die durch spe-
zielle Dialog- und Interaktionstechniken unterstu¨tzt werden ko¨nnen.
Die bisher vorgestellten Modelle spiegeln die technische Sicht der Programmentwicklung wi-
der. Eine andere Sicht ist die sog. Benutzer/innenzentrierte Sicht, die ebenfalls konzeptuelle
Modelle benennt. Hammond et al. [HGCM87] nennen diese beiden Sichten functional speciﬁ-
cation und usability speciﬁcation.
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III. Designmodell Ein solches Modell ist das sog. design model (dts.
Designmodell)[IBM97a]. Dieses Modell beschreibt die Absicht, die die Entwickler/in
in Bezug auf die Arbeitsabla¨ufe der Benutzer/in bei der Auswahl der Elemente verfolgt.
D. h. die Arbeitsabla¨ufe zur Erledigung von Aufgaben werden, durch Auswahl geeigneter
graphischer Benutzungsschnittstellen-Elemente, in mo¨glichst intuitive Schritte bei der
Benutzung u¨bersetzt. Die A¨hnlichkeit von Designmodell und bei der spa¨teren Benutzung
gefundenem konzeptuellem Modell der Benutzer/in ist ein Maß dafu¨r, wie intuitiv eine
Benutzungsschnittstelle ist. Das Designmodell ist von zentraler Bedeutung, wenn es um
die Gestaltung der Benutzungsschnittstelle geht. Da in dieser Arbeit der Schwerpunkt
unabha¨ngig von ihrer Gu¨te auf der Konstruktion der Benutzungsschnittstelle liegt, wird
das Designmodell der zu entwickelnden Benutzungsschnittstelle hier nicht weiter untersucht.
Statt dessen steht das Designmodell des zu entwickelnden Werkzeugs zur Unterstu¨tzung der
Konstruktion im Mittelpunkt.
IV. Aufgabenmodell Das Aufgabenmodell (engl. task model ) beschreibt, welche Auf-
gaben die Benutzer/in hat, um daraus die Anforderungen fu¨r die Benutzungsschnittstelle
abzuleiten und zu gewa¨hrleisten, daß die Aufgaben ebenfalls mit Hilfe des Softwaresystems
gelo¨st werden ko¨nnen. Die Erstellung des Aufgabenmodells erfolgt in einer fru¨heren Phase als
die in dieser Arbeit betrachteten Phasen und wird deshalb ebenfalls nicht weiter behandelt.
2.1.3 Konzeptuelle Modelle und ihr Einﬂuß fu¨r Entwurfswerkzeuge
und -verfahren: Der Erkla¨rungsansatz
Im Mittelpunkt der Betrachtungen dieser Arbeit steht das konzeptuelle Modell der Entwick-
ler/in der Benutzungsschnittstelle. Besonders die Vorstellungen u¨ber das Systemmodell (II.1),
bestehend aus Programmier-, Ereignis- und Architekturmodell sind von besonderem Interes-
se. Dieses Modell beschreibt Klassenbibliothek und Programmiersprache der Entwicklungs-
umgebung und damit wichtige Mechanismen und Strukturen, sowie Software Engineering-
Konzepte, die zur vollsta¨ndigen Programmierung der Benutzungsschnittstelle notwendig sind.
Ebenso von Interesse sind die konzeptuellen Modelle u¨ber die Benutzungsschnittstellen der
Werkzeuge zum Entwurf von Benutzungsschnittstellen.
Konkret soll als Ziel dieser Arbeit eine Vorgehensweise, basierend auf der Kombination meh-
rerer (visueller) Speziﬁkationsmethoden (und ein darauf aufbauendes Werkzeug), entwickelt
werden, die die kognitiven Fa¨higkeiten der Entwickler/innen einbezieht und klare konzep-
tuelle Modelle erzeugt. Um dieses Ziel zu erreichen, wurde das Wissen u¨ber die Wichtigkeit
von Erkla¨rungen beim Aufbau konzeptueller Modelle genutzt: Aus der Art, wie erfahrene Ent-
wickler/innen die Entwicklung von Benutzungsschnittstellen erkla¨ren, wurde ihr konzeptuelles
Modell abgeleitet, und die dabei verwendeten Vorgehensweisen wurden in die Entwurfsme-
thode einbezogen. Dieses Vorgehen wird im Folgenden Erkla¨rungsansatz genannt.
Daher sind die Erkla¨rungen erfahrener Entwickler/innen u¨ber die Mechanismen der Umge-
bung, Sprache und Klassenbibliothek von Bedeutung.
Ein Beispiel:
In Lehrbu¨chern ﬁndet sich zur Erkla¨rung des in modernen Programmierumgebungen (z. B.
Smalltalk und Java) ha¨uﬁg verwendeten Model View Controller-Mechanismus (MVC-
Mechanismus), eine Darstellung wie in Abbildung 2.3:
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Abbildung 2.3: Beziehungen zwischen den beteiligten Klassen im MVC-Mechanismus
Solche Bilder werden von Expert/innen benutzt, um den MVC-Mechanismus zu erkla¨ren
und pra¨gen damit das konzeptuelle Modell der Entwickler/innen, die diesen Ansatz lernen. Je
la¨nger den Lernenden das Modell bekannt ist und von ihnen verstanden wird, desto mehr ist zu
beobachten, daß sie selbst diese Bilder zum Erkla¨ren verwenden. Daher ist davon auszugehen,
daß die Bilder das konzeptuelle Modell gepra¨gt haben.
Solche Bilder erkla¨ren in der Regel aber nur einen Ausschnitt, einen (Teil-)Aspekt eines Mo-
dells, in diesem Fall einen Teil des Verhaltens der Benutzungsschnittstelle, und zwar derjenige,
der durch den MVC-Mechanismus beschrieben wird. Das konzeptuelle Modell aller Aspekte
einer Benutzungsschnittstelle wird in der Regel in vielen solcher Ausschnitte sowie mit Hilfe
vieler Darstellungen gelernt, die jeweils einen Teilaspekt beschreiben.
Konkret ﬂießen die konzeptuellen Modelle u¨ber die spa¨ter in Kapitel 4 vorgestellten Elemente,
Vorgehen und Mechanismen in den Entwicklungsprozeß von Benutzungsschnittstellen ein, das
sind:
• Technischer Aufbau von Benutzungsschnittstellen auf der Ebene der Implementierung
(Klassenbibliothek, Programmiersprache, Graphik- bzw. Fenstersystem).
• Architekturmodelle von Benutzungsschnittstellen.
• Methoden zum Entwurf von Benutzungsschnittstellen (HCI-Methoden).
• Methoden zum Entwurf von Softwaresystemen, also Methoden des Software Engineering
– Objektorientierte Methoden
– Software-Architekturen.
• Außerdem spielen auch die Entwurfsmethoden2 der Anwendungsgebiete eine Rolle,
weil die Anwendungsexpert/innen oft auch die Entwickler/innen der Benutzungsschnitt-
stellen sind. Diese werden in Kapitel 3 beschrieben.
Das Verstehen der genannten Punkte und ihrer bildlichen Darstellung ist wichtig, um den
Erkla¨rungsansatz beim Entwurf eines Werkzeugs zur Entwicklung von Benutzungsschnitt-
stellen verwenden zu ko¨nnen. Es muß nach Erkla¨rungsgegensta¨nden und -methoden gesucht
2zum Entwurf von Systemen des Anwendungsgebiets
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werden, um eine ﬂexible Werkzeugunterstu¨tzung gewa¨hrleisten zu ko¨nnen, denn jedes kon-
zeptuelle Modell von Strukturen und Mechanismen von Benutzungsschnittstellen, sei es der
Aufbau aus Objekten im Sinne objektorientierter Programmierung oder die Repra¨sentation
durch Dialogsequenzen, impliziert eigene konzeptuelle Modelle u¨ber die Vorgehensweisen bei
der Benutzungsschnittstellen-Entwicklung. Zu beachten ist außerdem, daß im Laufe der Ent-
wicklung einer Benutzungsschnittstelle in den verschiedenen Ebenen (siehe Abschnitt 2.2.4)
verschiedene Modelle zur Speziﬁkation benutzt werden, die aufeinander abgebildet werden
mu¨ssen. Daru¨berhinaus werden sogar in einzelnen Phasen mehrere Modelle verwendet, was
bei den Entwickler/innen zu Verwirrung fu¨hren kann.
2.1.4 Ein Vorgehen, das das konzeptuelle Modell der Entwickler/in
beru¨cksichtigt: Der Aspektansatz.
Die in dieser Arbeit vorgeschlagene Vorgehensweise und das unterstu¨tzende Werkzeug (siehe
Kapitel 7) beru¨cksichtigen die angesprochenen Punkte folgendermaßen:
• Ausgehend von in diesem Abschnitt vorgestellten konzeptuellen Modellen und den
beno¨tigten kognitiven Fa¨higkeiten beim Entwurf von Benutzungsschnittstellen (Ent-
werfen, Programmieren, visuelles Programmieren, im na¨chsten Abschnitt (2.2) vorge-
stellt), werden am Ende dieses Kapitels Grundprinzipien fu¨r Methoden und Werkzeuge
abgeleitet.
• Zur U¨berpru¨fung dieser Grundprinzipien wurden bei Entwickler/innen von Benutzungs-
schnittstellen fu¨r technische Systeme in einer Studie die Erkla¨rungen u¨ber Aufbau und
Funktion von Benutzungsschnittstellen beobachtet. Siehe Kapitel 3.3.5.
• Darauf aufbauend wurde ein Modell u¨ber Benutzungsschnittstellen entwickelt (in
Kapitel 5), indem verschiedene Aspekte herausgeﬁltert wurden, die Gegenstand der
Erkla¨rungen sind. Die These ist:
Wenn die Benutzungsschnittstelle mit Hilfe dieser Aspekte erkla¨rt werden kann, dann
kann umgekehrt die Benutzungsschnittstelle auch aus Speziﬁkationen, die die Form
solcher Erkla¨rungen haben, konstruiert werden.
Dieser Ansatz wird im folgenden Aspektansatz genannt.
• Fu¨r jeden Aspekt wurde untersucht, mit welchen Methoden er erkla¨rt und speziﬁziert
werden kann. Dabei werden sowohl bekannte Methoden herangezogen als auch im Rah-
men dieser Arbeit eigene Methoden entwickelt. Siehe Kapitel 6.
• Die Entwickler/in kann sich dann aus einer Vielzahl von Erkla¨rungs-
/Speziﬁkationsmethoden die heraussuchen, mit denen sie am besten umgehen
kann. Siehe Kapitel 5 und 7.
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2.2 Kognitive Anforderungen beim Entwurf von Benut-
zungsschnittstellen
Unter Kognitionswissenschaften im weiteren Sinne werden alle Disziplinen bezeichnet, die ein
Interesse an der Erforschung von Wissen und der Wissensverarbeitung haben, z. B. die sog.
Ku¨nstliche Intelligenz, Linguistik und Kognitionspsychologie. Im engeren Sinne ist Informa-
tionsverarbeitung, die auf den Fa¨higkeiten und gehirnbiologischen Grundlagen von Menschen
aufbaut, gemeint.
Um u¨ber den Erkla¨rungsansatz hinaus die konzeptuellen Modelle der Entwickler/innen von
Benutzungsschnittstellen beschreiben zu ko¨nnen, mu¨ssen die kognitiven Fa¨higkeiten der Ent-
wickler/innen beru¨cksichtigt werden. Beim Entwurf von Benutzungsschnittstellen werden Fa¨-
higkeiten zur Softwareentwicklung allgemein, zum visuellen Programmieren sowie speziell zum
visuellen Programmieren von Benutzungsschnittstellen beno¨tigt. Damit ko¨nnen insbesonde-
re Strukturen und Mechanismen von Entwicklungsumgebungen von der kognitiven Seite her
beschrieben werden. Die in diesem Kapitel beschriebenen kognitiven Grundlagen dienen auch
als Basis fu¨r die drei Untersuchungen dieser Arbeit:
Untersuchung 1: Direktmanipulatives, aufgabenbezogenes Programmieren vs. struktur-
und mechanismenorientiertes Programmieren anhand der Programmierung eines Ro-
boters (Abschnitt 2.2.6)
Untersuchung 2: Konzeptuelle Modelle von Informatiker/innen und Ingenieur/innen u¨ber
technische Benutzungsschnittstellen (Abschnitt3.3.5)
Untersuchung 3: Einsatz visueller Speziﬁkationsmethoden in Entwicklungsumgebungen fu¨r
Smalltalk und Java (Abschnitt 4.5.2)
2.2.1 Kognitive Fa¨higkeiten, die bei der Software-Entwicklung be-
no¨tigt werden
Fix et al. [FWS93] haben untersucht, was Anfa¨nger/innen von Expert/innen beim Program-
mieren (von PASCAL-Programmen) unterscheidet, und fanden fu¨nf Unterschiede im konzep-
tuellen Modell:
• Expert/innen haben ein hierarchisches und mehrschichtiges konzeptuelles Modell,
• sie ko¨nnen die Elemente verschiedener Schichten aufeinander abbilden,
• das konzeptuelle Modell gru¨ndet sich auf das Erkennen von Grundmustern,
• die Vorstellungen u¨ber die verschiedenen Elemente sind stark miteinander verknu¨pft
und
• es gru¨ndet sich auf die Architektur- und Programmodelle.
Die Vorstellung u¨ber die Funktionsweise eines Programms entsteht aus der Vorstellung u¨ber
die Ausfu¨hrungsreihenfolge konkreter Programmteile [NC87] und der Interaktion von einzel-
nen Elementen [FWS93].
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Denken in Umwegen
Eine weitere Fa¨higkeit, die bei der Benutzung existierender Programmierumgebungen von-
no¨ten ist, ist das Beschreiten von Umwegen, um ein Ziel zu erreichen. Oft entsteht folgende
Situation: Ein Lo¨sungsansatz soll detailliert in der Programmiersprache formuliert werden.
Viele Programmiersprachen (oder Bibliotheken) erlauben aber nicht die Formulierung der
direkten Lo¨sung, z. B. daß der Tank gefu¨llt wird. Deshalb muß die Entwickler/in lernen, in
den Umwegen zu denken, die das Verhalten hervorruft, das sie erreichen will.
Eine solche Situation ﬁndet sich im Tank-Beispiel. Die visuelle Repra¨sentation besteht, gra-
phisch formuliert, aus zwei Rechtecken, eines farbig, wobei es eine Relation zwischen der Gro¨ße
des zweiten Rechtecks und dem Fu¨llstand des Tanks gibt.
Ein solches Umwegdenken kann durch verschiedene Strategien vermieden werden, die in dieser
Arbeit beru¨cksichtigt wurden:
• Verwenden einer Kombination von Methoden, um in einer Situation, in der ein Formu-
lieren der Lo¨sung in einer Methode nicht mo¨glich ist, auf eine andere zu wechseln.
• Anbieten von aufgabenbezogenen Methoden, die
”
natu¨rliche” Ausdru¨cke sind. Im Tank-
Beispiel wa¨re eine Methode hilfreich, bei der das Aussehen des Tanks gezeichnet werden
kann und das Verhalten (
”
fu¨llbar”) fu¨r dieses Element ausgewa¨hlt werden kann. Eine
solche Methode wird in dieser Arbeit durch die Verhaltensbibliothek (siehe Abschnitt
6.3.1) angeboten.
2.2.2 Kognitive Fa¨higkeiten, die beim visuellen Programmieren
beno¨tigt werden
Visuelles Programmieren beruht in der Regel auf der Manipulation von Diagrammen. Aaron
Sloman beschreibt in [Slo98], warum Diagramme so hilfreich sind. Er untersucht, in welchen
Strukturen Menschen denken, schließen und handeln. Bisher ist es nicht mo¨glich, die ra¨umli-
chen und visuellen Fa¨higkeiten zu erkla¨ren, geschweige denn nachzuahmen. Anhand von zwei
Beispielen, na¨mlich erstens der Frage, wieviele Mo¨glichkeiten es gibt, die Unterhose auszu-
ziehen, ohne die Jeans auszuziehen, und zweitens der Darstellung von unendlichen diskreten
Mengen, zeigt er auf, daß weder die visuelle Pra¨sentation von topologischen Abstraktionen
noch die rein mathematische Abstraktion ausreichen, um die Lo¨sungen schnell zu ﬁnden.
Die Kombination aus abstraktem ra¨umlichen und abstraktem logischen Schließen fu¨hrt zu
den besten Ergebnissen, ebenso wie in der Informatik Datenstrukturen zusammen mit den
entsprechenden Funktionen erst die Gesamtfunktionalita¨t eines Systems garantieren.
Visualisierung selbst bildet nicht unbedingt eine ra¨umliche Struktur ab, sondern unsere ra¨um-
liche Vorstellung von einer Struktur.
Es gibt zwei Arten von abstraktem ra¨umlichen Schließen:
• Schlu¨sse aus einer Sequenz von ra¨umlichen Strukturen ziehen und
• mo¨gliche Manipulationen der Diagramme (nur die ra¨umliche Lage der Elemente betref-
fend) betrachten und aus diesen Mo¨glichkeiten Schlu¨sse ableiten.
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Nach Sloman wird die zweite Mo¨glichkeit von modernen visuellen Programmsystemen un-
terstu¨tzt. Die Menge von Struktur-Manipulationen (und Darstellungselementen) wird allge-
mein als Syntax der Darstellung bezeichnet. Daneben setzt sich die Semantik der diagramma-
tischen Darstellung daraus zusammen, welche andere interne oder externe Struktur, welche
Aktionen oder Ziele die gegebene Struktur beschreibt, plant oder zusammenfaßt. Sloman ver-
mutet, daß eine weitreichende Untersuchung nach Arten von Strukturmanipulationen Schlu¨sse
auf die Denkweise des Gehirns zula¨ßt.
Fu¨r den Entwurf visueller Methoden in Diagrammform kann man folgende (sehr abstrak-
te) Konsequenzen ziehen. Wenn es eine Fa¨higkeit des Gehirns ist, Schlu¨sse aus diagram-
matischen Repra¨sentationen zu ziehen, dann beschreiben diese Diagramme das dargestellte
System, durch die direkte Darstellung und alle Schlu¨sse, die aus dem Diagramm gezogen wer-
den ko¨nnen. Deshalb muß es auch mo¨glich sein, Schlu¨sse in einem Diagramm zu kodieren,
d. h. nicht alle Informationen in direkter Darstellung zu kodieren. Somit entha¨lt die Aufga-
be, ein Softwaresystem in Form von Diagrammen zu repra¨sentieren auch die Aufgabe, alle
Informationen u¨ber das System und damit alle Schlu¨sse ebenfalls in das Diagramm einzubin-
den. Diagramme werden bei der Umsetzung von Strukturen und Mechanismen in abstrakte
Darstellungen eingesetzt. Solche Diagramme speziﬁzieren methodisch genau diese Strukturen
und Mechanismen, verbergen diese aber oft gegenu¨ber der Entwickler/in (sog. higher-level
concepts, siehe Abschnitt 2.2.6). Das Verbergen von Struktur wird dort untersucht. Beim
Entwurf der Diagramme, die im Rahmen dieser Arbeit verwendet werden, muß beru¨cksich-
tigt werden, daß der Computer aus den Informationen, die im Diagramm enthalten sind,
die Informationen ableiten kann, die er braucht, um Software zu kodieren. Dies wird bei der
Vorstellung der einzelnen Methoden in Kapitel 6 fu¨r die jeweilige Methode gekla¨rt.
2.2.3 Kognitive Fa¨higkeiten, die bei der Entwicklung von Benut-
zungsschnittstellen mit visuellen Speziﬁkationsmethoden be-
no¨tigt werden
U¨berwinden von Lernhu¨rden
Brad Myers hat in einem eingeladenen Vortrag bei der VL 2000 (IEEE Symposium fu¨r visuelle
Programmiersprachen) sowie in [Mye00a] das Problem der Lernhu¨rden bei Benutzungsschnitt-
stellen-Entwicklungswerkzeugen angesprochen: Je anspruchsvoller eine Anwendung ist, desto
tiefer muß das Versta¨ndnis der Entwickler/innen u¨ber die Programmiermechanismen sein.
Dieses Versta¨ndnis baut sich nicht immer linear auf (d. h. ausgehend von dem, was eine
Programmierer/in bereits beherrscht, geht es in kleinen Schritten weiter zu mehr Versta¨ndnis),
sondern oft muß man sehr viel Wissen ansammeln, um eine wenig kompliziertere Anwendung
zu erzeugen.
Fu¨r einige Werkzeuge zeigt Abbildung 2.4 (aus [Mye00b]) solche Barrieren.
Wie in Abbildung 2.4 zu sehen ist, treten diese Hu¨rden immer dann auf, wenn eine Program-
miersprache, d. h. die konkreten Programmiermechanismen, zu lernen sind. Gerade bei der
Entwicklung von Benutzungsschnittstellen ko¨nnen diese Hu¨rden weiter in
1. programmiersprachlichen Hu¨rden diﬀerenziert werden und
2. in Hu¨rden, die sich aus dem Erlernen von Mechanismen und Strukturen der verwendeten
Bibliotheken und Programmierumgebungen ergeben.
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Eine Unterscheidung der Anforderungen in verschiedene Ebenen der Programmierung, die
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Abbildung 2.4: Lernkurven beim Erlernen verschiedener Programmiermethoden
( nach [Mye00a])
2.2.4 Einordnung der beschriebenen Fa¨higkeiten in vier Ebenen
der Programmierung
Die Komplexita¨t von Aufgaben bei der Programmierung wird nach ihren Zerlegungsmo¨glich-
keiten in verschiedene Stufen oder Ebenen unterschieden, z. B. werden nach [McK91] fu¨r
die Roboterprogrammierung fu¨nf Ebenen unterschieden: Aufgaben-, Handlungs-, Roboter-,
Gelenk- und physikalische Ebene. Eine solche Unterscheidung ermo¨glicht eine klare Termi-
nologie und fu¨hrt damit zu einem strukturierten konzeptuellen Modell. Daher ist eine sol-
che Unterscheidung auch fu¨r visuelle Ansa¨tze beim Entwickeln von Benutzungsschnittstellen
wu¨nschenswert und wird hier eingefu¨hrt:
Die nun folgenden vier Ebenen der Programmierung beziehen die angesprochenen Lernkurven
und Abstraktionsmechanismen in Programmierumgebungen ein (die Mechanismen werden in
Abschnitt 4 im einzelnen vorgestellt). Die Abstraktionsebenen von Programmierumgebungen,
die visuelle Ansa¨tze integrieren, werden in dieser Arbeit wie in Abbildung 2.5 klassiﬁziert.
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z. B. durch visuelle Programmierung
    inhalt := 0.
initialize
    abfl := false ! !
! Tank methodsFor: ’initialize-release’
category: ’Fuellstandsanzeige’
classVariableNames: ’ ’
   instanceVariableNames: ’inhalt zufl abfl’
Model subclass: #Tank
aufgabenbezogne Visualisierung
Strukturen, z.B. durch 
Verstecken der Mechanismen und 














Abbildung 2.5: Ebenen der Programmierung
Aufgabenorientierte Programmierebene, Ebene 3: Die Programmiermechanismen
und -strukturen werden durch an die Aufgabe angelehnte Mechanismen versteckt, z. B.
in Anordnungswerkzeugen.
Strukturorientierte visuelle Programmierebene, Ebene 2:
Programmiermechanismen und Strukturen werden visuell verdeutlicht, z. B. durch
Datenﬂuß-Sprachen oder Entwurfsmuster-Diagramme.
Strukturorientierte textuelle Programmierebene, Ebene 1: Abstrakte textuelle Be-
schreibung oder Kapselung von Basismechanismen, durch Programmiermechanismen
und -strukturen, z. B. Komponententechnologie und Entwurfsmuster. Details werden
vor der Entwickler/in versteckt.
Basis-Programmierebene, Ebene 0: Ist die textuelle Programmierung von Klassen und
Objekten ohne komplexe Mechanismen.
Durch die verschiedenen Programmierebenen entstehen Probleme beim Aufbau des konzep-
tuellen Modells der Entwickler/in. In Abschnitt 4.5 werden einige Programmierumgebungen
vorgestellt, die visuelle Speziﬁkationsmethoden enthalten. Ein Problem ist, daß sie die ver-
schiedenen Ebenen nicht klar trennen und den Entwickler/innen Lern- und Benutzungsschwie-
rigkeiten bereiten. Die Gru¨nde fu¨r diese Schwierigkeiten werden in Abschnitt 4.5 anhand einer
Studie herausgearbeitet.
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2.2.5 Vergleichskriterien fu¨r visuelle Methoden zur Entwicklung
von Benutzungsschnittstellen: Der sog. kognitive Einord-
nungsrahmen von Green und Petre
Green und Petre haben die psychologischen Grundlagen des Programmierens und visueller
Programmiersprachen analysiert [GP96] und verschiedene sog. kognitive Dimensionen identi-
ﬁziert, mit denen die kognitiven Eigenschaften solcher visueller Sprachen beschrieben werden
ko¨nnen. Dieser sog.
”
kognitive Einordnungsrahmen” [GP96] wird auch fu¨r zwei im Rahmen
der vorliegenden Arbeit durchgefu¨hrten Studien verwendet: den Vergleich von graphbasierten
und direktmanipulativen visuellen Sprachen (Untersuchung 1, siehe Abschnitt 2.2.6, [SW00])
und die Untersuchung u¨ber die Akzeptanz visueller Ansa¨tze in den sog. visuellen Program-
mierumgebungen (Untersuchung 3, siehe Abschnitt 4.5.2 [Sie96]). Die von Green und Petre
identiﬁzierten Dimensionen sind:
• Abstraktionsgrad: Welches ist die kleinste und gro¨ßte Abstraktionsmo¨glichkeit?
Ko¨nnen Fragmente gekapselt werden?
• A¨hnlichkeit mit anderen Sprachen: Welche grundlegenden Mechanismen, sog.
Programmier-Spiele, mu¨ssen gelernt werden?
• Konsistenz: Wenn ein Teil gelernt ist, wieviel muß noch abgeleitet werden?
• Fehlerbehaftung: Welche syntaktischen Fehler schleichen sich immer wieder ein? (z. B.
Vergessen von Semikolons, die falsche Anzahl von Klammern).
• Mentale Anforderungen: Hohe mentale Anforderungen erkennt man z. B. daran, daß
sich die Entwickler/in nebenbei Notizen oder Diagramme auf Papier malt, um nicht den
U¨berblick zu verlieren.
• Versteckte Abha¨ngigkeiten: Beispiele fu¨r versteckte Abha¨ngigkeiten sind Verbindun-
gen ohne Pfeile, die bidirektional interpretiert werden, Abha¨ngigkeiten zwischen Kom-
ponenten, die nicht explizit dargestellt werden, oder die nicht sichtbaren Beziehungen
zwischen den Zellen einer Tabellenkalkulation.
• Zwang zu verfru¨hten Entwurfsentscheidungen: Muß die Entwickler/in Entschei-
dungen treﬀen, bevor sie genug daru¨ber weiß? Das ist z. B. der Fall, wenn das Layout
eines Klassendiagramms nicht automatisch erstellt wird, sondern die Entwickler/in von
Anordnung von Anfang an bedenken muß, daß neue Klassen eingefu¨gt werden mu¨ssen.
Das ergibt oft den sog.
”
Spaghetticode”.
• Zwischenergebnisse: Ist es mo¨glich, den Entwurf wa¨hrend der Entwicklung auszupro-
bieren?
• A¨nderungsfreundlichkeit: Wieviel muß an der visuellen Darstellung insgesamt
gea¨ndert werden, um eine A¨nderung an einer Stelle zu ermo¨glichen? Zieht sich eine
A¨nderung za¨h durch das ganze System?
• U¨berblick: Wie geho¨rt das Ganze zum Einzelnen, ist zu jedem Zeitpunkt jeder Teil
sichtbar?
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• Sekunda¨re Notation: Als sekunda¨re Notation werden Attribute wie Farbe oder die
Bedeutung der Anordnung bezeichnet.
Die Eigenschaften einer visuellen Sprache stellen dann einen Punkt in diesem 13-
dimensionalen Raum dar und sind somit mit anderen Sprachen vergleichbar.
2.2.6 Visuelles Programmieren auf den verschiedenen Program-
mierebenen
Oft werden fu¨r aufgabenorientierte visuelle Programmierung (auf der aufgabenorientierten
Ebene, Fall A) andere Notationen verwendet als fu¨r die visuelle Programmierung von Struk-
turen und Mechanismen (auf der Strukturebene, Fall B):
Fall A: Die visuelle aufgabenorientierte Programmierung auf Ebene 3 ist oft deklarativ,
d. h. durch Manipulation von graphischen Elementen wird angedeutet, was program-
miert werden soll, aber nicht wie programmiert werden soll.
Zu dieser Art von Programmierung geho¨rt z. B. Programmieren durch Vormachen
[Mye88, CBY00] und Programmieren durch Skizzieren [PAFJ00, LM00]. Diese Art
von Programmierung ist dann besonders eﬀektiv, wenn sie anwendungsspeziﬁsch ist,
d. h. wenn die Visualisierung Dinge aus dem Anwendungsgebiet zeigt, denen durch
Manipulation Verhalten zugeordnet werden kann (in der Automatisierungstechnik z. B.
Teile einer Anlage oder Blockdiagramme, siehe auch Kapitel 3).
Fall B: Die visuelle Programmierung der Struktur von Programmen auf Ebene 2
benutzt eher graphorientierte Visualisierungen. Zu dieser Art von Programmierung
geho¨rt das Programmieren mit den bekannten Zustands-U¨bergangsdiagrammen oder
Programmablaufpla¨nen (auch bekannt unter dem Namen Flußdiagramme).
Der prinzipielle Unterschied zwischen beiden Programmierarten und deren Umsetzung soll an
dem folgenden Beispiel verdeutlicht werden, das im Rahmen dieser Arbeit entwickelt wurde.
Untersuchung 1: Aufgabenorientiertes vs. strukturorientiertes Pro-
grammieren einer Robotersteuerung
In diesem Beispiel geht es zuna¨chst nicht um die Entwicklung von Benutzungsschnittstellen,
sondern um die Programmierung der Steuerung eines Roboters. Es wurden zwei Program-
mierarten untersucht:
• Programmieren durch auf der Aufgabenebene in der Umgebung LLDemo, die von der
Autorin entworfen und von Yongmei Wu programmiert wurde [SW00] (Fall A: siehe
auch Abschnitt 2.3.1) und
• Programmierung auf Strukturebene durch Flußdiagramme mit Hilfe der Programmier-
sprache LLWin [ﬁs96] (Fall B).
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These der Untersuchung
Aufgabenorientierte Programmierung ist leichter zu erlernen und benutzen. Daher wird
vermutet, daß die aufgabenorientierte Programmierung in allen Fa¨llen, in denen kein tieferes
Versta¨ndnis erfolderlich ist, von den Testpersonen bevorzugt werden.
Da sie nicht zum Versta¨ndnis der grundlegenden Mechanismen beitra¨gt, sollten Testpersonen,
die am Aufbau des Roboters interessiert sind, die strukturorientierte Programmierung
bevorzugen.
Die Studie
Die Versuchsanordnung war wie folgt:
Der nebenstehend
abgebildete Roboter-
arm wird u¨ber die
Motoren M1, M2 und
M3 angetrieben, die
wiederum von den
Schaltern E1 - E6
ein- und ausgeschaltet
werden ko¨nnen. Der
Arm kann sich um
225 Grad drehen und
den Greifer 60 mm
heben. Der Greifer
kann zum Greifen und
Loslassen geo¨ﬀnet und
geschlossen werden.
Als Beispiel soll folgende Bewegung programmiert werden:
Bewege den Arm um 45 Grad mit geo¨ﬀnetem Greifer, senke den Greifer ab und greife
ein Objekt, das ca. 1 cm breit ist, bewege den Arm um 45 Grad zuru¨ck und stelle das
Objekt ab.
LLWin stellt Blo¨cke zur Verfu¨gung, mit denen die Motoren und Schalter einzeln gesteuert
werden ko¨nnen. Das Programm fu¨r das Beispiel sieht programmiert so aus, wie in Abbildung
2.6 dargestellt.
Um das Beispiel zu programmieren, muß sich die Programmierer/in also genau mit den Ver-
haltensmechanismen des Systems, also des Roboterarms, auskennen (Ebene 1).
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Abbildung 2.6: Roboterprogramm in LLWin
Bei der Programmierung in der Umgebung LLDemo wird dagegen nur die Bewegung spezi-
ﬁziert und die Umsetzung in die verschiedenen Motorsteuerungen erfolgt automatisch (Ebe-
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ne 2). Dabei wird die Fla¨che, die der Roboterarm mit dem Greifer erreichen kann, als Aus-
schnitt einer Kreisﬂa¨che dargestellt und der Greifer als Punkt. Die Ho¨he wird in ein Textfeld
eingegeben, der Greifer u¨ber ein Menu¨ geo¨ﬀnet und geschlossen. Die Programmierung erfolgt
durch Aufzeichnen einer Steuerungssequenz. Abbildung 2.7 zeigt Ausschnitte aus der Sequenz.
Abbildung 2.7: Steuerung des Roboters durch direkte Manipulation und Menu¨s
auf Anwendungsdarstellungen in LLDemo
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Abbildung 2.8: Die Versuchsanordnung
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Bewertung der beiden Programmiermethoden
Vorteile
LLWin LLDemo
Sehr genau. Jeder Schalter und Motor kann
genau angesprochen werden und damit wird
die Bewegung sehr exakt.
Einfach zu lernen und anzuwenden. Wenn
die Benutzer/in die Benutzungsschnittstelle
verstanden hat, kann sie den Roboter direkt
durch Mausbewegungen steuern. Sie muß die
Hardware nicht verstehen.
Die visuelle Sprache ist einfacher als eine tex-
tuelle Sprache.
Sehr interaktiv. Die Programmierung erfolgt
bei Ausfu¨hrung des Beispiels, man muß das
Programm nicht im Voraus planen ohne die
Bewegungen zu sehen.
Die Terminologie ist an die Hardware ange-
paßt. Deshalb ist die Programmierung fu¨r
Hardware-interessierte Benutzer/innen gut
versta¨ndlich.
Zur Laufzeit kann in das gespeicherte Pro-
gramm eingegriﬀen und es kann vera¨ndert
werden.
Die Programmierung ist einfach, da nur nach
Beendigung der Bewegungen die Bewegung
als Programm abgespeichert werden muß.
Nachteile
LLWin LLDemo
Jede Interaktion muß vorher geplant werden
(ohne die Bewegung zu sehen).
Es ist schwer, eine Bewegung mit der Maus
genau zu speziﬁzieren.
Die Benutzer/in muß den Aufbau des Robo-
ters sehr genau kennen, um eine Bewegung
aus der Steuerung der verschiedenen Moto-
ren zusammensetzen zu ko¨nnen.
Beim Programmieren muß die Benutzer/in
sehr konzentriert sein, um z. B. Kollisionen
zu vermeiden.
Eine programmierte Bewegung kann nicht
zur Laufzeit gea¨ndert werden.
Wenn etwas am Aufbau der Anlage gea¨ndert
wird, muß die U¨bersetzung von Mausbewe-
gung in Roboterbewegung umprogrammiert
werden. Wenn die Benutzer/in den Aufbau
nicht kennt, muß das von einer anderen Per-
son gemacht werden, oder die Benutzer/in
muß sich doch mit dem Aufbau der Anlage
bescha¨ftigen.
Die Wahl zweidimensionaler Objekte als Re-
pra¨sentation einer dreidimensionalen Rea-
lita¨t macht die Interaktion schwierig.
Neben diesen oﬀensichtlichen Vor- und Nachteilen sollte gepru¨ft werden, wie die beiden Pro-
grammiermethoden von Benutzer/innen angenommen werden, insbesondere ob die Benut-
zer/innen lieber den Aufbau der Anlage kennen oder mit der bloßen Manipulation des Robo-
ters zufrieden waren. Dazu wurde mit sieben Student/innen der Vorlesung
”
Entwurf interak-
tiver Programme” ein Experiment durchgefu¨hrt, das im folgenden beschrieben wird:
34 Kapitel 2. Wissen und Fa¨higkeiten von Entwickler/innen
Variablen
In Anlehnung an den in Abschnitt 2.2.5 vorgestellten kognitiven Rahmen zur Bewertung
visueller Methoden, wurden folgende zu untersuchende Variablen identiﬁziert:
• Einfachheit der Programmierung: Diese Variable la¨ßt sich durch die Zeit messen,
die die Benutzer/innen brauchen, um die Sprachen zu erlernen und ein Beispielprogramm
durchzufu¨hren.
• Intuitivita¨t: Hierzu wurden den Benutzer/innen Fragen u¨ber die Eigenschaften der
Sprachen, z. B. Visualisierungsgrad, beno¨tigte mentale Fa¨higkeiten, U¨bersichtlichkeit
und Benutzungsfreundlichkeit gestellt.
• Exaktheit der erstellten Programme: Die Exaktheit wurde daran gemessen, ob
die Programme die Aufgaben erfu¨llten und der
”
Gradheit” der Wege, die der Greifer
zuru¨cklegte.
• Leichtigkeit von Modiﬁkationen: Zur Bestimmung dieser Variablen wurde die Zeit
zum Lo¨sen der Aufgaben gemessen. Zusa¨tzlich sollten die Benutzer/innen ihre perso¨nli-
che Bewertung geben.
• Konsistenz der Terminologie: Um herauszuﬁnden, ob die Benutzer/innen die Termi-
nologie der beiden Ansa¨tze verstanden haben, wurde die indirekte Frage verwendet, fu¨r
welche Benutzer/innen das jeweilige System am besten geeignet ist. Außerdem wurde
gefragt, welche textuelle Sprache dem jeweiligen System vermutlich zugrundeliegt.
Da die Hypothese war, daß die einfachere Benutzung von LLDemo durch die Sichtbarkeit der
Anlagenstrukturen und -mechanismen bei LLWin aufgewogen wird, wurde erwartet, daß die
beiden Werkzeuge gleich gute Bewertungen bekamen. Diese Hypothese wurde jedoch nicht
besta¨tigt, was die folgenden Ergebnisse zeigen.
Zur Durchfu¨hrung sollten die Student/innen nach jeweils einer Einarbeitungszeit das oben
beschriebene Beispiel programmieren und nach der Beendigung eine Modiﬁkation im Bewe-
gungswinkel einfu¨gen.
Ergebnisse der Studie
• Einfachheit der Programmierung: Die gemessenen Zeiten zeigen deutlich, daß
LLDemo schneller zu erlernen und zu programmieren ist.
Durchschnitt bester Wert schlechtester Wert
Einarbeitung Roboter 17 min 10 min 21 min
Einarbeitung LLWin 14 min 13 min 20 min
Aufgabe LLWin 59 min 51 min 83 min
A¨nderung LLWin 60 sec 30 sec 94 sec
Einarbeitung LLDemo 11,5 min 5 min 17 min
Aufgabe LLDemo 4 min 2 min 7 min
A¨nderung LLDemo entfa¨llt, da immer neue Aufgaben
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• Intuitivita¨t:
– Die Student/innen fanden LLDemo
”
visueller” und interaktiver als LLWin. Der
Schritt, Flußdiagramme zu erstellen, wurde als zusa¨tzliche Abstraktion verstanden.
Die visuellen Objekte (siehe Abschnitt 2.3.1) von LLDemo wurden als der Anlage
angemessen und natu¨rlich zu benutzen empfunden.
– LLWin beno¨tigt mehr kognitive Fa¨higkeiten. Bei LLWin muß jeder Schritt explizit
geplant werden, und die Flußdiagramme ko¨nnen leicht zu Spaghetticode werden.
– Zusa¨tzlich zum Versta¨ndnis der Anlage mu¨ssen bei LLWin Programmierinterna
verstanden werden, z. B. die Abbildung von Variablen zu Motorzusta¨nden.
– Fu¨r Programme dieser Gro¨ße bieten beide Programmierarten einen guten U¨berblick
und genu¨gend klare Pra¨sentation.
– Subjektiv bevorzugten die meisten Student/innen (6 von 7) LLDemo weil
”
man
keinen Code schreiben muß”. Auf einer Skala von 0 bis 10 bekam LLDemo den
Durchschnittswert 8.2 fu¨r Intuitivita¨t, LLWin dagegen nur 5.1. Scheinbar ziehen
die Student/innen die direkten Ergebnisse aus der Benutzung von LLDemo der
genaueren Kenntnis der Anlage bei LLWin vor.
• Exaktheit der erstellten Programme: Erstaunlicherweise empfanden einige der Stu-
dent/innen die mit LLDemo erstellten Programme exakter als die mit LLWin, obwohl
in LLWin genaue Pfade angegeben werden ko¨nnen, und die Genauigkeit in LLDemo von
der Mausfu¨hrung abha¨ngt.
Das Problem ist hier, daß z. B. das Umsetzen von Winkeln in Impulsschritte eines Mo-
tors nicht sehr einfach zu berechnen ist und deshalb die LLWin-Programme oft fehlerhaft
waren und mehrfach ausprobiert werden mußten.
• Leichtigkeit von A¨nderungen und Modiﬁkationen: Kleinere A¨nderungen (z. B.
A¨nderung eines Parameters oder einer Variablen) konnten in LLWin sehr schnell vorge-
nommen werden, obwohl das Programm jedesmal neu gestartet werden mußte. A¨nde-
rungen in LLDemo hatten jedesmal eine Neuprogrammierung zur Folge, da eine Re-
pra¨sentation der einzelnen Schritte nicht vorhanden war.
• Konsistenz der Terminologie: Hier wurde eine Diﬀerenzierung zwischen sichtbarer
und transparenter Struktur erwartet, z. B. in dem Sinne, daß LLWin fu¨r Benutzer/innen
empfohlen wird, die die Anlagenstruktur kennen, LLDemo dagegen fu¨r reine Anwen-
der/innen. Diese Diﬀerenzierung erfolgte kaum (in nur einem Fall). Die Student/innen
orientierten sich vielmehr an den beno¨tigten kognitiven Anforderungen zum Erledigen
der Aufgabe.
Bewertung der Ergebnisse
Nach Abschluß der Studie wurde deutlich, daß die Ergebnisse aussagekra¨ftig sind, aber gleich-
zeitig zwei Gro¨ßen bestimmen, na¨mlich
• erstens den Einﬂuß von direkter Manipulation auf Objekten des Anwendungsbereichs
vs. einer diagrammartigen Programmierung und
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• zweitens den Unterschied von Sichtbarkeit vs. Transparenz von Struktur und Mechanis-
men.
Vermutlich ist das der Grund fu¨r die Abweichung zwischen dem erwarteten und dem erreichten
Ergebnis.
Es zeigt sich auch, daß eine die Vorteile beider Programmierarten ausnutzende Programmier-
sprache - am besten durch Kombination der beiden Programmierarten - eine gute Alternative
wa¨re (z. B. LLDemo mit zusa¨tzlicher schrittweiser Darstellung des Programms und Verfei-
nerung der einzelnen Schritte durch Ausprogrammierbarkeit der Umsetzung von Maus- in
Roboterbewegung).
2.3 Prinzipien zur Unterstu¨tzung des Einsatzes visu-
eller Speziﬁkationsmethoden als Grundlage fu¨r ein
Werkzeug zur Entwicklung von Benutzungsschnitt-
stellen
Aus der Untersuchung im vorhergehenden Abschnitt 2.2.6 und der noch folgenden Untersu-
chung u¨ber die Verwendung von visuellen Ansa¨tzen zur Programmierung in Entwicklungsum-
gebungen (siehe Abschnitt 4.5.2) wird deutlich, daß nicht allgemeingu¨ltig beantwortet werden
kann,
• ob visuelle Programmierung eingesetzt werden soll oder nicht,
• und ob es besser ist, dazu Methoden zur Verfu¨gung zu stellen,
– die die zugrundeliegende Struktur und Mechanismen verdeutlichen (Ebene 2)
– oder solche, die eine aufgabenorientierte Manipulation auf Objekten der Anwen-
dung realisieren (Ebene 3).
Welche Methoden sinnvoll sind, ha¨ngt sowohl von dem Wissensstand der Entwickler/in u¨ber
die Struktur und Mechanismen ab, als auch von ihrer Veranlagung (visuell, auditorisch, hap-
tisch, ....). Fu¨r ein Werkzeug folgt daraus, daß es der Entwickler/in die Wahl lassen soll, ob
visuell oder textuell bzw. auf der aufgabenorientierten Ebene (Ebene 3), der Ebene der vi-
suellen Darstellung von abstrakten Strukturen und Mechanismen (Ebene 2), der Ebene der
textuellen Darstellung von abstrakten Strukturen und Mechanismen (Ebene 1) oder auf der
Ebene der Basismechanismen (Ebene 0) programmiert wird.
Um die Programmierung auf allen Ebenen anbieten zu ko¨nnen, muß das Werkzeug einige
Grundprinzipien fu¨r den Einsatz visueller und textueller Methoden unterstu¨tzen. Diese Prin-
zipien lassen sich aus dem bisher Gesagten ableiten.
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2.3.1 Prinzipien fu¨r den Einsatz visueller Methoden
Prinzip 1: Unterstu¨tzung mehrerer Sichten
Es sollte mo¨glich sein, verschiedene visuelle Speziﬁkationsmethoden zu kombinieren. Ein
Werkzeug muß in der Lage sein, die verschiedenen Methoden als Sichten zu integrieren
[GMH98]. Dies wird durch das in Kapitel 5 vorgestellte Modell zur Aufteilung der Benut-
zungsschnittstelle in mehrere Aspekte ermo¨glicht.
Auch in anderen Disziplinen, z. B. in der Architektur, werden verschiedene Sichten auf einen
Entwurf benutzt. Do zeigt in einer Studie mit 62 Designer/innen [Do95], daß verschiedene
Sichten fu¨r verschiedene Entwurfskonzepte benutzt werden. Mit Entwurfskonzepten sind da-
bei die verschiedenen Dimensionen des Gestaltungsraums bzw. die verschiedenen Aspekte
gemeint, wie z. B. ra¨umliche Anordnung oder Beleuchtung. Solche Ergebnisse ko¨nnen zwar
nicht direkt in die Informatik u¨bertragen werden, zeigen aber grundlegende Pra¨ferenzen von
Designer/innen beim Entwurf von Systemen.
Abbildung 2.9: Sichten auf die verschiedenen Gestaltungsdimensionen beim
Entwurf von Architektur (Abbildung aus [Do95])
Prinzip 2: Unterstu¨tzung direkter Manipulation
Ein direktmanipulatives System (nach [Shn83])
• stellt die Objekte der realen Welt visuell dar und
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• erlaubt das Erfu¨llen von Aufgaben durch Manipulation dieser Darstellungen.
Direkte Manipulation kann durch das Object Action Interaction-Modell (OAI) ausgedru¨ckt
werden [Shn98], wobei jedem Objekt eine begrenzte Zahl von Aktionen zugeordnet wird. Wenn
die Benutzer/in sich mit dem Anwendungsgebiet auskennt, kann sie ohne Programmierung
Aufgaben durch Interaktionen mit (z. B.) der Maus wie
”
Klicken und Ziehen und Fallenlassen”
(engl.: drag and drop) erledigen.
“... if a user knows how to perform a task on the computer, that should be
suﬃcient to create a program to perform the task” [Cyp93]
Ein Beispiel ist Fall A der Roboterprogrammierung in Abschnitt 2.2.6.
Bei der U¨bertragung dieses Prinzips auf die Entwicklung von Benutzungsschnittstellen stellt
sich wiederum die Frage, welches die
”
Objekte der realen Welt” sind (wie schon in Abschnitt
2.1.1 beschrieben, handelt es sich eigentlich um Abstraktionen, gedachte Objekte) und wie
die Aufgabe, eine Benutzungsschnittstelle zu entwerfen, durch Manipulation einer visuellen
Repra¨sentation zu lo¨sen ist. Im folgenden werden verschiedene Auspra¨gungen von direkter
Manipulation betrachtet, die als Grundlage fu¨r visuelle Speziﬁkationsmethoden (siehe Kapitel
6) dienen.
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a) Ziehen und Fallenlassen
Dies ist die klassische Interaktion direkter Manipulation, die inzwischen in allen Werkzeugen
direkter Abbildungen (WYSIWYG) realisiert ist. Es realisiert das Ausschneiden oder Kopie-
ren eines Elements aus einer Umgebung und Einfu¨gen des Elements oder der Kopie in eine
andere Umgebung.
b) Auswa¨hlen und Beschreiben
”
Auswa¨hlen und Beschreiben” sind zwei ebenfalls grundlegende Operationen direkter Manipu-
lation, und zusammen sind sie die grundlegenden Operationen fu¨r visuelle Programmierung.
Zeigen - die Vorarbeit fu¨r Auswa¨hlen - ist das Deuten auf ein Element und erzeugt damit
eine
”
gerichtete visuelle Aufmerksamkeit” ([HH92]). Auswa¨hlen bedeutet, sich das Element,
auf das gezeigt wurde, zu merken oder markieren, und kann sequentiell mehrere Elemente
erfassen.
Das Auswa¨hlen wird oft erga¨nzt durch textuelle, sprachliche oder sonstige Anmerkungen,
deren Interpretation eine Bedeutung fu¨r oder Beschreibung zu den gezeigten Elementen ist.
Fast jede visuelle Speziﬁkationsmethode beruht letztendlich auf dem Prinzip von
”
Auswa¨hlen
und Beschreiben”, wie im folgenden gezeigt wird. Dazu werden die verschiedenen Arten und
Ergebnisse von
”
Auswa¨hlen und Beschreiben” klassiﬁziert; diese Klassiﬁkation vereinfacht
spa¨ter die Beschreibung der Methoden.
Auswahlarten Beim Arbeiten mit Computern gibt es sprachliche bzw. textuelle,
sowie visuelle zweidimensionale und dreidimensionale Auswahltechniken.





das da” [Bol80] oder durch Positionsangaben wie z. B.
”
das Element auf
34 @ 45”. A¨hnliche Ausdru¨cke ko¨nnen auch textuell eingegeben werden.
• Zu den ra¨umlichen zweidimensionalen Auswahltechniken geho¨rt das
Auswa¨hlen, z. B. durch Positionsa¨nderung oder Klicken mit der Maus oder a¨hn-
lichen Eingabegera¨ten, die in der Lage sind, eine Position in einer Ebene anzu-
geben.
• Die dem Menschen natu¨rliche Interaktion ist dreidimensional und wird durch
Gesten ausgedru¨ckt (siehe z. B. [JDM99]). Ein Computer muß entweder in der La-
ge sein, die Gesten zu verfolgen oder er muß Eingabegera¨te wie einen beru¨hrungs-
empﬁndlichen Bildschirm haben.
Fu¨r die visuellen Methoden, die in dieser Arbeit vorgestellt werden, werden ausschließ-
lich die Maus und die Tastatur benutzt, d. h. zweidimensionales Auswa¨hlen.
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Beschreibungsarten Wie oben erwa¨hnt, wird die Deﬁnition durch die Interpretati-
on des Auswahlvorgangs im Zusammenhang mit darauf folgenden Aktionen festgelegt.
• Beschreibung ohne Parameter: die Interpretation kann nur aufgrund eines
Modus (oder Zustands) erfolgen, in dem das Speziﬁkationswerkzeug sich beﬁndet.
Ein Beispiel ist ein Werkzeug, mit dem Graphen gezeichnet werden ko¨nnen: Zum
Erstellen einer Verbindung zwischen zwei Knoten wird der Verbindungsmodus
gewa¨hlt und dann die beiden Knoten ausgewa¨hlt. Dadurch wird die Interpretation
”
Verbindung herstellen” festgelegt. Die gleiche Interpretation kann auch nach
der Selektion der beiden Knoten erfolgen, wobei man dann den Modus auch als
Parameter verstehen ko¨nnte.
• Beschreibung mit Parametern: die Interpretation erfolgt mit Hilfe zusa¨tzli-
cher Information, z. B. Anmerkungen [Lie93a][Lie93b], einfache Werte oder Ak-
tionen (z. B. Skripte oder Programme bzw. Programmstu¨cke). Solche Skripten
und Aktionen ko¨nnen textuell oder visuell angegeben werden.
Ergebnisse von Auswa¨hlen und Beschreiben
”
Auswa¨hlen und Beschreiben” erfolgt im-
mer auf einer visuellen Darstellung. Die Bedeutung oder Beschreibung, die durch
”
Auswa¨hlen
und Beschreiben” zu einer visuellen Darstellung gefu¨gt wird, kann Teil dieser Darstellung sein
oder nicht:
• Bedeutung oder Beschreibung wird Teil der visuellen Repra¨sentation:
Zu dieser Art von Speziﬁkationsmethoden geho¨ren z. B. Graphenmethoden: Durch
“Auswa¨hlen und Beschreiben” werden die Verbindungen zwischen den Knoten her-
gestellt, die z. B. als Methodenaufrufe oder Ereignisverteilung (siehe Abschnitt 4.3)
interpretiert werden ko¨nnen.
• Bedeutung oder Beschreibung ist Metainformation, ist aber in der gleichen
visuellen Darstellung enthalten: Ein Beispiel sind die in [Lie93a] vorgestellten An-
merkungen in Dokumenten, z. B. als Zusatzinformation zu Gebrauchsanweisungen. Ein
Beispiel aus der Speziﬁkation von Programmen sind Markierungen, die beim Verwen-
den von Entwurfsmustern in Klassendiagramme eingefu¨gt werden. Solche Markierungen
zeigen an, welche Rolle eine Klasse in einem Entwurfsmuster spielt (siehe Abschnitt 6.6).
• Bedeutung oder Beschreibung ist Metainformation, wird aber in die visuel-
le Darstellung nicht aufgenommen: z. B. Eigenschaften, die die Verwaltung eines
Diagramms betreﬀen, wie der Dateiname, unter dem das Diagramm abgespeichert wird
(in einigen Werkzeugen allerdings auch sichtbar).
c) Anordnen
Die Anordnungs-Manipulation ist eigentlich ein Spezialfall von
”
Auswa¨hlen und Beschreiben”.
Graphische Benutzungsschnittstellen-Elemente werden auf einer Arbeitsﬂa¨che angeordnet,
d. h. als Beschreibung wird automatisch die Posititionsangabe aus der Anordnung abgeleitet.
Im Gegensatz zu
”
Ziehen und Fallenlassen” wird die Anordnung explizit festgelegt und nicht
dem Kontext u¨berlassen.
2.3 Unterstu¨tzung des Einsatzes visueller Speziﬁkationsmethoden 41
Prinzip 3: Unterstu¨tzung der Darstellung von Mechanismen und
Strukturen - der Bauplan
Wie in Abschnitt 2.2.6 dargestellt, ist es fu¨r den Entwurf von Benutzungsschnittstellen wich-
tig, ihre Mechanismen und Strukturen zu kennen und anwenden zu ko¨nnen. Diese Mechanis-
men und Strukturen mu¨ssen daher visualisiert werden; sie werden in Abschnitt 4 dargestellt.
Prinzip 4: Auswahl auf einer Palette
Paletten sind Menu¨s, deren Elemente Piktogramme sind. Diese Auswahlmethode kann durch-
ga¨ngig fu¨r viele visuelle Methoden in Kapitel 6 verwendet werden.
Prinzip 5: Unterstu¨tzung des Verwendens von Assistenten
Assistenten oder engl. wizards sind Sequenzen von Formularen oder Texten, die einer Benut-
zer/in helfen, Eingaben zu machen. Erstens wird durch die Sequenz genau festgelegt, wann
welche Eingaben zu machen sind, und zweitens werden aus den Eingaben Code generiert.
Viele Ta¨tigkeiten beim Software-Entwurf allgemein und auch bei der Entwicklung von Benut-
zungsschnittstellen ko¨nnen durch solche Assistenten automatisiert werden. Meistens sind diese
Assistenten jedoch eingepaßt in die jeweilige Entwicklungsumgebung (z. B. der CodingAssi-
stant von VisualWorks) und abha¨ngig von Klassenbibliothek und Programmiersprache (und
deren Konventionen). Deshalb werden Assistenten in dieser Arbeit nur beispielhaft betrachtet,
z. B. der Design Pattern Assistant zur Unterstu¨tzung der Anwendung von Entwurfsmustern,
siehe 6.6.
Assistenten haben den Vorteil, daß sie die beno¨tigte Information von der Benutzer/in erfra-
gen, die Benutzer/in sich aber nicht darum ku¨mmern muß, an welche Stelle die Information
geschrieben wird oder welche Befehle no¨tig sind, um die Information einzutragen.




Wie in der Einleitung erwa¨hnt, waren die besonderen Anforderungen von Benutzungsschnitt-
stellen fu¨r technische Systeme Ausgangspunkt dieser Arbeit. Der Entwurf von Benutzungs-
schnittstellen beispielsweise in Bu¨roanwendungen oder fu¨r Datenbankabfragen ist bereits gut
untersucht, diese Benutzungsschnittstellen ko¨nnen oft sogar aus den Datenmodellen generiert
werden [Bal93]. Eine solche Unterstu¨tzung ist bei vielen technischen Anwendungen noch nicht
gegeben. Dieses Kapitel soll am Beispiel Prozeßleitsysteme aufzeigen,
• wie sich technische Systeme von anderen Anwendungssystemen unterscheiden,
• wie sich die Anforderungen an die Benutzungsschnittstellen unterscheiden und
• wie sich die Anforderungen an den Entwurf von Benutzungsschnittstellen unterscheiden.
3.1 Der Unterschied zwischen technischen Systemen
und anderen Anwendungssystemen
Besonderheiten der U¨berwachung von Automatisierungssystemen
Beispielhaft fu¨r das große Feld der technischen Systeme werden hier Benutzungsschnittstellen
fu¨r Automatisierungssysteme im weiteren Sinne untersucht,d. h. Systeme, die einen Prozeß in
einer Maschine oder Anlage steuern oder regeln. Abbildung 3.1 zeigt die Grundstruktur eines
Automatisierungssystems (nach [Kie95]). Obwohl die Benutzungschnittstelle zum Leitsystem
geho¨rt, ist gerade der Prozeß, den das System steuert, von Bedeutung fu¨r das Aussehen der
Benutzungsschnittstelle.
Unter dem Begriﬀ Automation werden eigentlich
”
alle Fertigungsprozesse, die ganz oder
teilweise unter maschineller Steuerung ohne permanente Eingriﬀe des Menschen ablaufen”
[Sch97b] verstanden. Automatisierung wird dann deﬁniert als
”
realtechnischer Vorgang, der
zur Automation fu¨hrt. Dabei werden Arbeits- und Produktionsprozesse so gestaltet, daß der
Mensch weder permanent noch zu genau festlegbaren Zeitpunkten in den Funktionsablauf
technischer Systeme einzugreifen braucht.” Der Mensch ist bei solchen Systemen nicht mehr
44 Kapitel 3. Benutzungsschnittstellen fu¨r Prozeßleitsysteme
Teil des Prozeßablaufs, sondern nur noch Beobachter/in oder Bediener/in der Maschine.







- steuern oder regeln
technischer Prozeß








Abbildung 3.1: Grundstruktur eines Automatisierungssystems
Das ist eine wesentliche Unterscheidung zu anderen Informationssystemen, z. B. im Bu¨ro-
bereich: Beim Schreiben eines Dokuments beispielsweise ist die Schreiber/in in den Prozeß
eingebunden, indem sie das Produkt erstellt. Das Drucken des Dokuments oder das automa-
tische Generieren eines Dokuments dagegen sind automatisiert. Solche Automatisierungssy-
steme sind hier nicht gemeint, sondern Systeme, mit denen ein technischer Prozeß u¨berwacht
wird.
Der Entwurf solcher Systeme stellt besondere Anforderungen an die Entwicklung ihrer Be-
nutzungsschnittstellen und den Softwareentwurf allgemein [Kie95]: Die Modellbildung fu¨r ein
Automatisierungssystem bildet eine bestehende Anlage nach, im Gegensatz zu Informations-
systemen, bei denen Abla¨ufe komplett
”
neu erfunden” werden.
3.2 Der Unterschied zwischen den Anforderungen an
Benutzungsschnittstellen in technischen Systemen
und anderen Anwendungssystemen
Die darzustellende Information
Da es die Aufgabe der Bediener/in ist, den Prozeß der Maschine/Anlage zu beobachten und
evtl. zur Bedienung einzugreifen, muß die Benutzungsoberﬂa¨che im wesentlichen den Status
des Prozesses wiedergeben und ihr die Entscheidung ermo¨glichen, ob sie in den Prozeß eingrei-
fen muß oder ihn sich selbst u¨berlassen kann. Nach der Richtlinie 3850 des VDI/VDE zeigt die
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Oberﬂa¨che daher entweder reaktionspﬂichtige, besta¨tigungspﬂichtige oder nichtbesta¨tigungs-
pﬂichtige Information. Diese wird in der Richtlinie in Informationsklassen eingeteilt (nach











Die Priorisierung hat auch Einﬂuß auf die Positionierung der Information und fu¨hrt zu typi-
schen Anordnungen der Benutzungsschnittstellen (siehe 3.3.5 und 4.4.2).
Komplexita¨t der Benutzungsschnittstellen
Obwohl die Hauptaufgabe der Benutzer/in das Beobachten ist, muß die Bediener/in auch in
den Prozeß eingreifen ko¨nnen. Daru¨berhinaus muß die Maschine auch parametriert, konﬁgu-
riert und programmiert werden (z. B. NC-Maschinen). D. h., daß viele Funktionen der Ma-
schine/Anlage von der Benutzungsschnittstelle aus aufgerufen werden ko¨nnen und der Prozeß
damit auch durch die Benutzungsschnittstelle explizit vom Menschen gesteuert werden kann.
Dadurch besitzen die Benutzungsschnittstellen ebenfalls eine große Funktionalita¨t, die struk-
turiert angeboten werden muß, damit die Bediener/in nicht u¨berfordert wird.
Anforderungen an die Bediener/in und Implikationen fu¨r die Benutzungsschnitt-
stelle




Sto¨rfall” gibt. Im Normalbetrieb muß die Information so u¨ber-
sichtlich sein, daß alle wesentlichen Informationen auf einen Blick gesehen werden ko¨nnen.
Deshalb muß die Information geeignet zusammengefaßt werden, z. B. erlaubt die Analogan-
zeige eines Werts als Drehskala eine viel schnellere Klassiﬁkation als die digitale Anzeige, wie
beispielsweise an Uhren, Geschwindigkeitsanzeigern oder Temperaturdarstellungen erkennbar
wird. Im folgenden Beispiel wird eine Zahl erstens durch sechs Informationseinheiten ausge-
dru¨ckt, na¨mlich die sechs Ziﬀern, und zweitens durch eine Informationseinheit, na¨mlich den
Zeigerstand, siehe Abbildung 3.2.
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Abbildung 3.2: Analog- und Ziﬀernanzeige eines Werts der Anwendung
Wenn es nicht auf die Genauigkeit ankommt, sondern darauf, in einem Blick den ungefa¨hren
Stand zu erfassen, ist die zweite Darstellung zu bevorzugen. Da die Wahrnehmungsfa¨higkeit
durch das Kurzzeitgeda¨chtnis des Menschen auf die Verarbeitung von 7± 2 Einheiten begrenzt
ist, kann auf diese Weise deutlich mehr Information dargestellt werden (siehe z. B. [Ro¨s00]).
Die Implikation ist, daß es mo¨glich sein muß, Benutzungsoberﬂa¨chenelemente zu verwenden,
die solch eine Informationsverdichtung erlauben.
Außerdem muß die Benutzungsoberﬂa¨che so gestaltet werden, daß die Aufmerksamkeit der
Bediener/in erhalten bleibt, d. h. sie darf nicht langweilig gestaltet werden.
Im Sto¨rfall muß die Bediener/in augenblicklich von dem Problem in Kenntnis gesetzt werden,
d. h. die Oberﬂa¨che muß sich auﬀa¨llig vera¨ndern. Dies kann visuell durch die Verwendung
von Farbe, Farbumschla¨gen, Animationen (z. B. Blinken) oder durch akustische Signale ge-
schehen. Daher mu¨ssen die Benutzungsoberﬂa¨chen-Elemente mit solchem Verhalten belegt
werden ko¨nnen.
Konzeptuelles Modell der Bediener/in eines Automatisierungssystems
Da der zu u¨berwachende Prozeß fu¨r die Bediener/in das zentrale Element eines Automati-
sierungssystems ist, muß die Benutzungsschnittstelle diesen Prozeß in geeigneter Weise wi-
derspiegeln. In gro¨ßerem Maße als bei anderen Informationssystemen soll die Benutzungs-
schnittstelle transparent sein, d. h. fu¨r die Bediener/in soll der Prozeß wahrnehmbar sein und
nicht die Benutzungsschnittstelle fu¨r sich. Das konzeptuelle Modell der Bediener/in wird sich
zur U¨berwachungszeit daher ebenfalls am Prozeß anlehnen (das ist beim Programmieren der
Maschine unter Umsta¨nden etwas anders). Das bedeutet, daß das konzeptuelle Modell der
Bediener/in u¨ber den Prozeß bekannt sein muß. Es gibt viele Prozeßmodelle, die ganz bild-
hafte, einfache Modelle einschließen, wie z. B. die Vorstellung der physikalischen Abla¨ufe in
einer Maschine bei der Ausfu¨hrung des Prozesses. Andere Prozeßmodelle schließen auch die
mathematische und physikalische Modellierung des Prozesses oder das einfache Visualisieren
der Ergebnisse des Prozesses ein. Wie eine Untersuchung ergab, die in Abschnitt 3.3.5 vor-
gestellt wird, ha¨ngt die gewu¨nschte Visualisierung von diesem Modell ab. In Abschnitt 3.3.1
werden die verschiedenen Darstellungsformen diskutiert.
Realzeitanforderungen
Nach DIN 44300 bedeutet Realzeitverarbeitung:
”
Ein Betrieb eines Rechensystems, bei dem
Programme zur Verarbeitung anfallender Daten sta¨ndig betriebsbereit sind, derart, daß die
Verarbeitungsergebnisse innerhalb der vorgegebenen Zeitspanne verfu¨gbar sind. Die Daten
ko¨nnen je nach Anwendungsfall nach einer zeitlich zufa¨lligen Verteilung oder zu vorherbe-
stimmten Zeitpunkten anfallen.”
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Eine Benutzungsschnittstelle, die ein solches Realzeitsystem bedient, muß daher die anfallen-
den Daten in Echtzeit auf dem Bildschirm anzeigen. Ebenso muß die Interaktion der Benut-
zer/in direkte Auswirkungen auf das System haben. Dazu geho¨rt sowohl die Bearbeitung von
zeitlich vorhersagbaren (synchronen) als auch von zeitlich nicht vorhersagbaren (asynchronen)
Ereignissen.
Aufgrund der Rahmenbedingungen dieser Arbeit wurde der Realzeitaspekt nicht untersucht.
Eine Einfu¨hrung in die Modellierung von Echtzeitsystemen ﬁndet sich z. B. in [SGW94].
Zusammenfassung der Anforderungen an Benutzungsschnittstellen technischer
Systeme
• Die Benutzungsschnittstelle soll den Prozeß, d. h. die Abla¨ufe der Anlage/Maschine,
widerspiegeln, d. h. die graphischen Elemente mu¨ssen in Form, Farbe und Verhalten
ﬂexibel an den Prozeß angelehnt werden ko¨nnen.
• Die Benutzungsberﬂa¨chen von Automatisierungssystemen sind von der Anordnung der
Elemente her verha¨ltnisma¨ßig statisch, von der darstellenden Graphik her dynamisch.
• Die hier betrachteten Benutzungsschnittstellen dienen zur Laufzeit zur Beobach-
tung/Bedienung von Anlagen, bzw. bei der Einrichtung zur Konﬁguration der Anlagen.
Daher bestehen sie meistens aus mehreren, vom Aufbau her jeweils a¨hnlichen, Bildschir-
men. Im Gegensatz zu einem Textverarbeitungsprogramm oder einer Tabellenkalkula-
tion kommt es nicht darauf an, daß die Benutzer/in den Inhalt konstruiert (wie einen
Text oder ein Arbeitsblatt). Statt dessen sollen die A¨nderungen des Inhalts zur Beob-
achtung dargestellt bzw. der Inhalt bei der Bedienung angepaßt werden. Auch ist die
Mo¨glichkeit eher eingeschra¨nkt, Schnittstellenelemente, die nicht direkt der Darstellung
eines oder mehrerer Werte dienen, direkt zu manipulieren.
3.3 Der Unterschied zwischen den Anforderungen an
den Entwurf der Benutzungsschnittstellen in tech-
nischen und anderen Anwendungssystemen
3.3.1 Darstellung von Anlagen durch die Benutzungsoberﬂa¨che in
technischen Systemen
Anlagenmodelle sind entweder Prozeßmodelle, d. h. Beschreibung oder Nachbildung eines
technischen Prozesses [Sch97b] - also der Beschreibung dessen, was in der Anlage passiert -
oder Ausru¨stungsmodelle, d. h. die Beschreibung der Zusammensetzung der Anlage.
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• Ausnahmezusta¨nde
• Zugeho¨rigkeit zu bestimmten Anlagenteilen
Ausru¨stungsmodelle werden beschrieben durch
• Strukturmodelle, d. h. die Zusammensetzung der Anlage
• Zustandsmodelle der einzelnen Anlagenkomponenten
• Ausnahmezusta¨nde der einzelnen Anlagenkomponenten
Die Anlagen sollen durch die Benutzungsschnittstelle visualisiert werden. Neben den Anla-
genmodellen ﬂießen in den Entwurf der Visualisierung die Aufgaben ein, die die Benutzer/in
der Prozeßvisualisierung hat. Dabei ko¨nnen die Oberﬂa¨chen einerseits beliebig graphisch ge-
staltet werden, andererseits gibt es fu¨r die Darstellung von Prozessen auch standardisierte
Bildelemente.
Freier Entwurf des Prozeßbildes als bildhafte Darstellung
Zwei Beispiele:
• Die wissenschaftliche Mitarbeiter/in in einem Labor einer Universita¨t, die an der
Regelung des Prozesses selbst - also an bestimmten Kenngro¨ßen des Prozesses -
interessiert ist, arbeitet mit einer Benutzungsschnittstelle, die den Status des Pro-
zesses durch diese Kenngro¨ßen anzeigt, z. B. als Funktionsgraph oder durch Zahlenwerte.
Abbildung 3.3: Prozeßvisualisierung eines Dieselmotors
• Die U¨berwacher/in der Automatisierung einer Molkerei wird dagegen die einzelnen
Verarbeitungsstationen als Gera¨tebilder auf der Benutzungsoberﬂa¨che sehen, um im
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Sto¨rungsfall den Fehler lokalisieren zu ko¨nnen. Benutzungsschnittstellen von modernen
Kopierern fallen ebenfalls in die zweite Klasse.
Abbildung 3.4: Prozeßvisualisierung der Steuerung der Milchwirtschaft in einer Region
Generell ko¨nnen Prozeßmodelle nach den Kriterien Gewinnung des Prozesses, Zeitverhalten,
Darstellung und Entwicklung klassiﬁziert werden. Tabelle 3.1 zeigt mo¨gliche Visualisierungs-
formen fu¨r die Prozeßmodelle.
Aspekt Prozeßmodell Visualisierung
Gewinnung empirisches Anzeige von Ein- und Ausgabewerten
analytisches Anzeige der Zustandsgro¨ßen
Zeitverhalten stationa¨res Darstellung der Beharrungszusta¨nde
dynamisches Darstellung der Zustandsu¨berga¨nge
Darstellung mathematisches Funktionsdarstellung
gegensta¨ndliches Darstellung der Anlage/Maschine
Entwicklung lernendes Darstellung des Lernzustandes
adaptives vera¨nderliche Darstellung
Tabelle 3.1: Visualisierungsarten von Prozeßmodellen
50 Kapitel 3. Benutzungsschnittstellen fu¨r Prozeßleitsysteme
3.3.2 Werkzeuge fu¨r den Entwurf von Benutzungsschnittstellen in
technischen Systemen
Benutzungsschnittstellen fu¨r Informations- und Automatisierungssysteme werden heute in
der Regel mit Hilfe von Fenstersystemen programmiert. Diese Programmierung erfolgt auf
einem relativ niedrigen Abstraktionsniveau und erfordert Programmierkenntnisse von der
Designer/in der Benutzungsoberﬂa¨che, sowie eine genaue Kenntnis der Schnittstellen zum
Anwendungsprogramm. Werkzeuge wie User Interface Builder und Umgebungen wie User
Interface Management Systeme erleichtern diese Arbeit, haben aber oftmals die folgenden
Nachteile:
• Sie ko¨nnen nur einen festen Satz von Schnittstellenelementen erzeugen, z. B. Fenster,
Kno¨pfe etc. Besondere Elemente, wie z. B. die Darstellung eines Roboters und das
Verhalten dieser Darstellung mu¨ssen programmiert werden.
• Sie sind fu¨r spezielle Anwendungsbereiche gedacht und daher nicht universell verwend-
bar.
• Sie sind nicht intuitiv.
• Das Verhalten der graphischen Benutzungsschnittstellen-Elemente muß ausprogram-
miert werden.
3.3.3 Besonderheiten der Zusammensetzung von Entwicklungs-
teams beim Entwurf von Benutzungsschnittstellen techni-
scher Systeme
In technischen Anwendungen gibt es mehrere Personenkreise, die die Benutzungsschnitt-
stellen entwerfen ko¨nnten, und Softwareentwicklungssysteme, die auf diese Personenkreise
zugeschnitten sind:
• Ingenieur/innen
bzw. diejenigen, die die Anwendung programmieren. Dies ist oft der Fall, wenn das Sy-
stem individuell fu¨r eine Anlage entwickelt wird. Dann entwickeln die Personen, die die
Anlage konzipieren, auch die Software inklusive Benutzungsschnittstelle.
Fu¨r diesen Personenkreis gibt es anwendungsspeziﬁsche Entwicklungssysteme sowie
Standardsoftware. Ein Beispiel fu¨r ein Entwicklungssystem ist
”
FuelsManager”, mit
dem Tankstandsysteme aufgebaut und gesteuert werden ko¨nnen. Mit
”
FuelsManager”
kann sowohl die Anlagesteuerung programmiert werden als auch die Benutzungsschnitt-
stelle. Die Argumentation fu¨r solche Systeme liegt auf der Hand:
”
Speziell entwickelte
Tankstand-Software weist gegenu¨ber Standard-Visualisierungspaketen mehrere Vorteile
auf: Spezielle Volumenberechnungen, Transferoperationen und Tankgruppen sind Be-
standteil des Produkts und brauchen nicht speziell fu¨r eine Anwendung entwickelt zu
werden. Sind dann noch Graﬁkeditoren und Reportgeneratoren enthalten, ist das ei-
ne gute Kombination von Visualisierungspaket und speziellen Anforderungen fu¨r den
Tankstand” ([Ka¨s99]). Der Nachteil solcher Entwicklungsumgebungen ist, daß sie nur
fu¨r einen Anlagentyp verwendet werden ko¨nnen. Andere Entwicklungsumgebungen,
3.3 Anforderungen an den Entwurf von Benutzungsschnittstellen technischer Systeme 51
wie LabViews ([Nat00]), die ebenfalls anwendungsspeziﬁsch konzipiert wurden, wur-
den spa¨ter erweitert, um auch andere Anwendungsgebiete abzudecken. Insbesondere die
Werkzeuge zur Entwicklung von Benutzungsschnittstellen wurden oft in anderen An-
wendungsgebieten anzuwenden versucht, besonders dann, wenn das Ergebnis Quellcode
einigermaßen verbreiteter Programmiersprachen wie C, C++ oder Java war (siehe dazu
auch die Interviews in Abschnitt 3.3.5).
Bei der Verwendung von Standardsoftware wird das fertige Leit- oder Kontrollsystem
fu¨r die Anlage als Software-Paket gekauft und nur noch entsprechend der speziellen Pa-
rameter der Anlage konﬁguriert. Dann gibt es entweder
 eine bereits festgelegte Benutzungsschnittstelle oder
 die Benutzungsschnittstelle kann vom Konﬁgurationsteam zusammen mit den zuku¨nf-
tigen Benutzer/innen der Anlage erstellt werden.
In beiden Fa¨llen (anwendungsspeziﬁsche Entwicklungsumgebung und Standardsoft-
ware) sollte bei der Integration von Benutzungsschnittstellen-Werkzeugen mit HCI-
Expert/innen und Informatiker/innen zusammengearbeitet werden. Oft sind moderne
Methoden der Benutzungsschnittstellen-Entwicklung nicht enthalten, weil die Werkzeu-
ge nach dem gleichen Schema entwickelt werden, wie der Anwendungsteil, d. h. ohne
Beteiligung und Wissen der HCI-Expert/innen und Informatiker/innen.
• HCI-Expert/innen
HCI-Expert/innen kennen den grundsa¨tzlichen Aufbau ergonomischer Benutzungs-
schnittstellen, sind aber oftmals weder mit dem Anwendungsgebiet noch mit der Pro-
grammierung von Benutzungsschnittstellen vertraut.
• Informatiker/innen Informatiker/innen kennen sich mit Methoden des Software En-
gineering und der Programmierung allgemein gut aus. Das Anwendungsgebiet kennen
sie nicht im Detail und weitergehende Kenntnisse u¨ber Software-Ergonomie haben sie
in der Regel nicht.
Je nach Art des zu entwickelnden Systems ko¨nnen sich Entwicklungsgruppen dann mit Kom-
binationen aus Ingenieur/innen, HCI-Expert/innen und Informatiker/innen zusammensetzen:
• Das System wird individuell fu¨r eine Anlage entwickelt und die Aufteilung der Entwick-
lungsgruppen erfolgt z. B. nach Funktionsbereichen der Anlage, d. h. dieselben Per-
sonen, die den Aufbau der Anlage konzipieren, entwickeln auch die Software inklusive
Benutzungsschnittstelle.
– Das Leit- oder Kontrollsystem fu¨r die Anlage wird als Software-Paket gekauft und
nur noch entsprechend der speziellen Parameter der Anlage konﬁguriert. Dann gibt
es entweder
∗ eine bereits festgelegte Benutzungsschnittstelle oder
∗ die Benutzungsschnittstelle kann vom Konﬁgurationsteam zusammen mit den
zuku¨nftigen Benutzer/innen der Anlage erstellt werden.
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3.3.4 Speziﬁsche Entwurfsmethoden der Entwicklung technischer
Systeme und ihr Einsatz bei der Entwicklung von Benut-
zungsschnittstellen technischer Systeme
Die in technischen Anwendungsgebieten benutzten Methoden zum Entwurf und zur Beschrei-
bung von Systemen entsprechen den in Abschnitt 2.2.6 abgeleiteten visuellen Darstellungs-
prinzipien.
Standardisierte Darstellungen
In technischen Anwendungsgebieten werden fu¨r bestimmtes Verhalten oft Standardsymbole




Viele Anwendungsgebiete benutzen Blockdiagramme zur Beschreibung von Systemen. Block-
diagramme sind nach [Sch97b] anschauliche Beschreibungen des strukturma¨ßigen Auf-
baus von Baugruppen. Nach [Kar95] werden Blo¨cke aus Basiskomponenten und Benut-
zer/innendeﬁnierten Komponenten zusammengestellt.
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In der Signalverarbeitung beispielsweise sind Basiskomponenten z. B. Signale, Benut-
zer/innendeﬁnierte Komponenten beschreiben Operationen auf den Signalen sowie ihre Ein-
und Ausga¨nge. Blo¨cke ko¨nnen wiederum Basisblo¨cke oder zusammengesetzte Blo¨cke sein.
Abbildung 3.6 zeigt ein Blockschaltbild eines GPS Empfa¨ngers (Global Positioning System,
wird z. B. fu¨r Fahrtenleitsysteme verwendet) [Hir98].
Abbildung 3.6: Blockdiagramm fu¨r einen GPS-Empfa¨nger
Mehrere Darstellungen
Die gesamte Anlage wird in mehreren Diagrammen beschrieben, wie in Abbildung 3.7, der
Darstellung einer pneumatischen Steuerung, zu sehen ist. Dabei werden Block- und Flußdia-
gramme verwendet, sowie mathematische Darstellungen und eine Schnittzeichnung.
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Abbildung 3.7: mehrere Darstellungen eines Ventils
aus ([TB87])
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3.3.5 Untersuchung 2: Einsatz anwendungsspeziﬁscher Entwurfs-
methoden und -werkzeuge
Zur U¨berpru¨fung der Erkenntnisse aus den vorhergehenden Abschnitten und als Grundla-
ge zur Entwicklung eines unterstu¨tzenden Werkzeugs wurde eine Studie durchgefu¨hrt, die
verschiedene Fragen kla¨ren sollte:
• Welche Werkzeuge und Methoden werden beim Entwurf von Benutzungsschnittstellen
fu¨r Automatisierungssysteme bereits eingesetzt und an welchen Stellen wird weiterge-
hende Unterstu¨tzung beno¨tigt?
• Benutzen Entwickler/innen aus verschiedenen Anwendungsdoma¨nen unterschiedliche
Werkzeuge und Methoden? Wenn ja, warum? Ko¨nnen anwendungsspeziﬁsche Metho-
den in ein Werkzeug integriert werden?
• Werden die bereits existierenden Werkzeuge u¨berhaupt verwendet? Wenn nicht, warum
nicht? Diese Frage fu¨hrte auch zu einer weiterfu¨hrenden Studie (siehe Abschnitt 4.5.2).
• Wie erkla¨ren die Entwickler/innen die Benutzungsschnittstellen (siehe Abschnitt 2.1.3)?
Ko¨nnen aus der Erkla¨rungsweise Entwicklungsmethoden abgeleitet werden?
• Wie in Abschnitt 3.3.4 gezeigt, benutzten Ingenieur/innen zum Entwurf von Automati-
sierungssystemen mehrere zweidimensionale visuelle Beschreibungen des Systems. Kann
diese visuelle Vorgehensweise bei der Entwicklung der Benutzungsschnittstellen wieder-
gefunden werden? Oder in den Erkla¨rungen?
Insbesondere die Bescha¨ftigung mit der zweiten Frage versprach interessante Ansa¨tze, wie
anwendungsspeziﬁsches Wissen in ein Werkzeug integriert werden kann. Durch die Idee, all-
gemeingu¨ltige graphische Speziﬁkationsmethoden zu verwenden, ko¨nnte Wissen, das bei den
Entwickler/innen aus verschiedenen Anwendungsbereichen vorhanden ist, integriert werden,
ohne dadurch das Werkzeug auf ein spezielles Anwendungsgebiet zu beschra¨nken.
These der Untersuchung
Die Hypothese der Untersuchung war, daß es auf der einen Seite eine Kluft bei der Benutzung
von Werkzeugen zwischen den angebotenen (fortschrittlichen und benutzungsfreundlichen)
und tatsa¨chlich genutzten (aus der Sicht der Forschung u¨berholten und benutzungsunfreund-
lichen) Methoden gibt, wie vor der Studie bereits mehrfach beobachtet.
Diese Kluft entsteht zum einen durch den unterschiedlichen Hintergrund der Ausbildung
der verschiedenen Entwickler/innengruppen und zum anderen aus der Unfa¨higkeit der be-
stehenden Werkzeuge, die Anforderungen sowohl mehrer Anwendungsgebiete als auch der
verschiedenen Entwickler/innengruppen zu treﬀen.
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Die Studie
Die Studie basiert auf Interview- und Fragebogentechnik. Testpersonen waren Informati-
ker/innen und Ingenieur/innen, die Benutzungsschnittstellen fu¨r Automatisierungssysteme
entwickelt hatten.
Wa¨hrend der Studie wurden acht Entwickler/innen von Benutzungsschnittstellen befragt und
beobachtet.
Als Resultate wurde Aufschluß erwartet u¨ber
1. die Vielfalt der Methoden, die von Entwickler/innen eingesetzt werden, die nicht Ex-
pert/innen auf dem Gebiet der Benutzungsschnittstellen-Entwicklung sind,
2. typische Strukturen von Benutzungsschnittstellen in technischen Anwendungsgebieten,
3. typische Probleme, die auftauchen, wenn Benutzungsschnittstellen in Automatisierungs-
systemen verwandt werden und
4. Probleme in der Kommunikation zwischen Ingenieur/innen und Informatiker/innen.
Auswahl der Testpersonen
Die Auswahl der Testpersonen wurde mit Hilfe folgender Kriterien getroﬀen:
• Die Person sollte mindestens eine Benutzungsschnittstelle fu¨r ein Automatisierungssy-
stem erstellt haben. Falls sie in einer Gruppe gearbeitet haben sollte, sollte die Gruppe
nicht aus mehr als drei Personen bestanden haben, da sonst die U¨bersicht u¨ber das
gesamte Projekt nicht gegeben wa¨re und die Beurteilung der Werkzeuge und Methoden
zu stark auf anderen Faktoren beruht ha¨tte.
• Die Person sollte entweder von einer Universita¨t oder aus einer industriellen Umgebung
kommen.
• Die Person sollte entweder Informatik, Elektrotechnik oder ein angelehntes Fach stu-
diert haben, damit der Ausbildungshintergrund auf zwei Fa¨cher beschra¨nkt bleibt. Falls
die Person Informatik studiert haben sollte, sollte sie auch Erfahrungen im Bereich
Automatisierungs- oder Informationssysteme (im technischen Sinne) haben.
• Die Person sollte sich im Bereich HCI auskennen und die Auswahl zwischen verschiede-
nen Werkzeugen und Methoden gehabt haben.
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Untersucht wurden Benutzungsschnittstellen aus den folgenden Teilbereichen:
• Robotersteuerung (1)
• Dieselmotorsteuerung und -u¨berwachung (2)
• Bildverarbeitung (1)
• Telefonanlagensteuerung (1)
• konﬁgurierbare Prozeßleitsysteme (3)
Die Befragungsprozedur
Die Befragungsprozedur bestand aus einer Kombination von informellen Interviews und der
formalen Beantwortung von formulierten Fragen.
Zusa¨tzlich beobachtete die Interviewerin die Erkla¨rungen, inklusive der Gesten der Testper-
sonen.
Die Aufzeichungen aus dem Interview und die Skizzen, die die Testpersonen verfertigt hatten,
dienten als Auswertungsunterlagen.
Die Interviews wurden in der Arbeitsumgebung der Testpersonen abgehalten und dauerten in
der Regel zwei Stunden. Daher konnten die Benutzungsschnittstellen der Interviewerin auch
vorgefu¨hrt werden.
Das Interview enthielt folgende Fragen:
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Fragen, die den Testpersonen gestellt wurden
1. Angaben zur Person
2. Arbeitsbereich
3. Zur Anwendung: Wie war der Aufbau der Anwendung und welches war die Schnitt-
stelle zurBenutzer/in (welche Daten mu¨ssen ausgegeben werden)?
4. Beschreiben Sie das Aussehen der Benutzungsschnittstelle:
a) Beschreiben Sie (mit Skizze oder Ausdruck), wie die drei wichtigsten Bildschirme
der Benutzungsschnittstelle aussehen.
b) Beschreiben Sie, wie die Benutzungsschnittstelle idealerweise aussehen sollte.
5. Welche Oberﬂa¨chenelemente enthielt die Benutzungsschnittstelle?
- Buttons (Anzeige ja/nein)
- Menu¨s ( zur Auswahl von verschiedenen Optionen)
- extuelle Darstellung von Daten
- Tabellen
- Graphische Anzeige von Daten, z. B. Funktionsgraphen, Balkendiagramm
- Dynamische Anzeige von Daten, z. B. zur Grenzwertu¨berwachung
6. Welche dieser Elemente sollten idealerweise enthalten sein, wurden aber nicht im-
plementiert. Warum nicht?
7. Was muß die ideale Benutzungsschnittstelle sonders auszeichnen?
8. Was ist die ideale Vorgehensweise, wie sollte das Entwerfen funktionieren?
9. Innerhalb welcher Metaphern wurde beim Entwurf gedacht?
10. Welche graphischen Methoden wurden innerhalb der Metaphern benutzt?
11. Welche Metaphern werden in der Benutzungsschnittstelle selbst verwendet?
12. Welches Tool haben/wollen Sie benutzen. Warum?
13. Welches Tool haben Sie nicht benutzt. Warum?
14. Welches wu¨rden Sie gerne benutzen. Warum?
15. Wer hilft dabei - gibt es ein Entwicklerteam?




d) Verbindung mit der Anwendung?
e) Testen?
17. Welche Probleme gab es bei der Entwicklung der Benutzungsschnittstelle?
18. Was sind Ihrer Meinung nach die gravierenden Unterschiede in der Vorgehensweise
zwischenInformatiker/innen undIngenieur/innen?
Zusa¨tzlich wurde beobachtet, welche Methoden die Testperson beim Erkla¨ren der Benutzungs-
schnittstelle benutzte.
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3.3.5.1 Ergebnisse der Studie
Benutzte Methoden und Ru¨ckschlu¨sse auf das konzeptuelle Modell
Alle Teilnehmer/innen erkla¨rten die Benutzungsschnittstelle mithilfe folgender Elemente:
• einer Skizze der Benutzungsschnittstelle
• einer Skizze der Anwendung
• einer Skizze der Ojektstruktur der Anwendung
• Verbindungspfeilen, die die Abha¨ngigkeiten zwischen den drei Skizzen ausdru¨ckten
• gesprochener Erkla¨rungen
• deklarativer Speziﬁkationen, mehrerer visueller Darstellungen und graphischer Interak-
tion.
Abbildung 3.8: Skizze als Erkla¨rung zu einer Benutzungsschnittstelle
Die Methoden, die sie tatsa¨chlich benutzten, boten jedoch nur einen Teil dieser Elemente:
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• Fu¨nf Personen benutzten u¨ber die rein textuelle Programmierung hinaus nur sog. In-
terface Builder (siehe Abschnitt A.2).
• Zwei Personen benutzten daru¨ber hinaus auch Zustandsdiagramme zum Entwurf, eine
davon mit Werkzeugunterstu¨tzung.
Erstaunlicherweise benutzte keine der Testpersonen objektorientierte Entwurfsmethoden.
Kapitel 6 greift die aus den Erkla¨rungen beobachteten Erkenntnisse auf und untersucht, welche
visuellen Methoden zur Beschreibung von Benutzungschnittstellen fu¨r Automatisierungssy-
steme geeignet sind.
Typische Anordnungsstrukturen
Alle von den Testpersonen erstellten Benutzungsschnittstellen bestanden aus folgenden Ele-
menten: einem Kontrollrahmen sowie einem Arbeitsfenster fu¨r die Visualisierung der Anwen-
dung. Diese Visualisierung wurde mit Hilfe spezieller Werkzeuge fu¨r Computergraphik oder
den graphischen Bibliotheken des Fenstersystems bzw. der Programmiersprache erstellt.





Abbildung 3.9: Typische Anordnung der graphischen Benutzungsschnittstellen-Elemente
einer technischen Benutzungsoberﬂa¨che
Ein u¨bliches Vorgehen ist auch, graphisches Verhalten durch wechselseitiges Anzeigen von
kleinen Bildern zu simulieren, z. B. kann die drehende Pumpe in der Abbildung durch drei




In den letzten beiden Kapiteln wurde vorgestellt, welche Fa¨higkeiten Entwickler/innen
von Benutzungsschnittstellen brauchen und welche besonderen Anforderungen Benutzungs-
schnittstellen technischer Systeme an die Entwickler/innen stellen. In diesem Kapitel werden
die technischen Grundlagen fu¨r die Erstellung objektorientierter Benutzungs-
schnittstellen vorgestellt.
Viele Lehrbu¨cher u¨ber Benutzungsschnittstellen beschreiben deren Erstellung aus der Sicht
der HCI-Expert/innen. Informatik-Lehrbu¨cher beschra¨nken sich oft auf die Darstellung im
Rahmen einer Programmiersprache oder Klassenbibliothek; Methoden wie Entwurfsmuster
oder Komponententechnologie werden zumeist vernachla¨ssigt.
Eine Entwurfsmethode, die das konzeptuelle Modell der Entwickler/in beru¨cksichtigt und
fu¨r viele Entwickler/innen anwendbar ist, muß aber auf einer Darstellung beruhen, die un-
abha¨ngig von einer bestimmten Sprache oder Programmierumgebung ist. Deshalb werden
in diesem Kapitel die im Rahmen der vorliegenden Arbeit gemachten Erfahrungen mit dem
Umgang verschiedener Sprachen, Systeme und Entwurfsmethoden zusammengefaßt. Dabei
werden die verschiedenen technischen Modelle deutlich, die die konzeptuellen Modelle der
Entwickler/innen beeinﬂussen. Die sprach- und umgebungsu¨bergreifende Zusammenfassung
ist Grundlage fu¨r ein ingenieurtechnisches Vorgehen zur Konstruktion von Benutzungsschnitt-
stellen, wie im folgenden Vergleich beschrieben wird.
Ingenieurtechnisches Vorgehen: Ein Vergleich
Um eineMaschine, beispielsweise die nebenstehen-
de Lokomotive, konstruieren zu ko¨nnen, muß man
wissen, aus welchen Teilen sie besteht, wie diese
Teile zusammengesetzt funktionieren und wie sie
daher prinzipiell zusammengesetzt werden mu¨ssen.
Dann kann man auch Werkzeuge und Maschinen
fu¨r die Herstellung der einzelnen Teile konstruie-
ren.
Um eine Benutzungsschnittstelle, wie die im
letzten Kapitel vorgestellte komplexe Tank-
Benutzungsschnittstelle, konstruieren zu ko¨nnen,
muß man ebenso wissen, aus welchen
”
Teilen“ Benut-
zungsschnittstellen bestehen. Es wird gezeigt, wie sie
prinzipiell funktionieren und wie sie zusammengesetzt
werden ko¨nnen.
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Um ein solches ingenieurtechnisches Vorgehen zu ermo¨glichen, sollen folgende Fragen beant-
wortet werden:
• Was ist eine Benutzungsschnittstelle?
• Woraus besteht eine Benutzungsschnittstelle?
• Was sind die verschiedenen Architekturmodelle von Benutzungsschnittstellen?
• Wie funktionieren Benutzungsschnittstellen in den unterschiedlichen Architekturmodel-
len?
• Wie wird die Entwicklung von Benutzungsschnittstellen u¨ber die Basisprinzipien hinaus
unterstu¨tzt durch
– Methoden und Prinzipien des Software Engineering?
– Werkzeuge?
Was ist eine Benutzungsschnittstelle?
Eine Benutzungsschnittstelle ist das Bindeglied zwischen Benutzer/in und Anwendungspro-
gramm, das den Informationsaustausch steuert (nach [Sch97b, HBvB+94]).
Dazu geho¨ren die Ein- und Ausgabegera¨te, das Dialogverhalten und die Ein- und Ausgabege-
staltung des Systems.
Die Benutzer/in versteht unter der Benutzungsschnittstelle die Benutzungsoberﬂa¨che, also
das, was von diesem Bindeglied erfahrbar ist.
Die Programmierer/in versteht unter der Benutzungsschnittstelle alle Programmteile, die
• die Ein- und Ausgabegera¨te kontrollieren,
• die Ausgabetechnik (z. B. Fenstertechnik) zur Verfu¨gung stellen,
• die Daten vom Anwendungsprogramm entgegennehmen, auswerten, aufbereiten und der
Ausgabe zur Verfu¨gung stellen und
• die Eingaben der Benutzer/in entgegennehmen und dem Anwendungsprogramm zur
Verfu¨gung stellen.
In dieser Arbeit wird die Hardware der Benutzungsschnittstelle nicht betrachtet, und die
Benutzungsschnittstellen-Software aus dem Blickwinkel der Programmierer/in untersucht.
Benutzungsschnittstellen, deren Ausgaben zweidimensionale graphische Oberﬂa¨chenelemente
(und Text) sind, und mit denen die Benutzer/in u¨ber die Manipulation dieser Elemente (und
der Eingabe von Text) interagiert, werden graphische Benutzungsschnittstellen (Graphical
User Interfaces, GUI), manchmal auch WIMP-Benutzungsschnittstellen (d. h. bestehend aus
w indows, icons, menus und pointing devices) genannt.
Graphische Benutzungsschnittstellen sind oft objektorientiert realisiert; der Begriﬀ objektori-
entierte Benutzungsschnittstelle wird aber in der Literatur unterschiedlich interpretiert: Eine
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Benutzungsschnittstelle, die objektorientiert implementiert ist, d. h. durchgehend aus Ob-
jekten besteht, wird objektorientiert genannt. Ebenso werden Benutzungsschnittstellen, bei
denen sich die Oberﬂa¨chenelemente wie Objekte verhalten, die aber z. B. prozedural imple-
mentiert sind [Jos94] objektorientiert genannt.
Ein Oberﬂa¨chenelement wird als objektorientiert bezeichnet, wenn es als unabha¨ngige Ein-
heit auf dem Bildschirm dargestellt wird, einen vera¨nderbaren Zustand hat und Nachrichten
empfangen und auslo¨sen kann [Ols98].
4.1 Schichten graphischer Benutzungsschnittstellen
”
Die Benutzungsschnittstelle” wird zuna¨chst durch eine Speziﬁkation (z. B. Algorithmen)
und dann durch ein Programm beschrieben und
”
existiert” zur Laufzeit als eine Menge von
Prozessen, d. h. im Fall der objektorientierten Benutzungsschnittstellen als Menge von inter-
agierenden Objekten, die auch die Dienste von Basisprogrammen in Anspruch nehmen.


















Abbildung 4.1: Die Schichten von Benutzungsschnittstellen. Die Entwicklung
der eingerahmten Schichten ist Gegenstand dieses Kapitels
Grundlage ist das Betriebssystem sowie andere Basisprogramme.
Die graphischen Treiber sorgen fu¨r die Hardware-Verbindung, und die Graphikschicht stellt
die Funktionen zur Ausgabe von graphischen Elementen und Text zur Verfu¨gung.
Das Fenstersystem ( engl. windowing system) ist dafu¨r verantwortlich, die Bildschirmausgabe
zu verwalten und in mehrere Fenster aufzuteilen.
Auf dieser Basisfunktionalita¨t bauen die Oberﬂa¨chenelement-Verwaltung und dieWidgets (ein
Kunstwort aus window und gadget (Ding), eine deutsche U¨bersetzung ist etwa Bausteine) so-
wie die Menge der Fensterinhalte auf. Die Widget-Schicht wird auch Toolkit (Baukasten)
[Mye96] genannt, genauso wie die Beschreibung der Widgets. Dazu geho¨ren Bausteine wie
Kno¨pfe (engl. buttons), Rollbalken (engl. scrollbars), Eingabefelder oder anwendungsspezi-
ﬁsche Bausteine wie Funktionsgraphen in der Mathematik oder technische Elemente in der
Elektrotechnik.
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Die Benutzungsoberﬂa¨che, also die Pra¨sentation fu¨r die Benutzer/in, ist aus Widgets und
Fensterinhalten zusammengesetzt.
Die Konstruktion einer konkreten Benutzungsschnittstelle erfolgt durch das Erstellen einer
Beschreibung der Elemente; je nach Entwicklungsphase handelt es sich bei dieser Beschreibung




























Abbildung 4.2: Konstruktion einer Benutzungsschnittstelle
In der Regel werden nur die obersten Schichten beschrieben und programmiert, d. h. Fenster-
systeme und Graphikschicht werden, wie das Betriebssystem, als gegeben angenommen. Was
im einzelnen programmiert werden muß, ha¨ngt von den Voraussetzungen ab:
• Sind passende Widgets vorhanden, mu¨ssen Pra¨sentation und Verhalten der Benutzungs-
schnittstelle aus ihnen festgelegt werden:
– Die Oberﬂa¨che wird aus ihnen zusammengesetzt (Pra¨sentation),
– ihr Zusammenspiel wird programmiert (Verhalten),
– ihre Reaktion auf Eingaben wird programmiert, soweit es u¨ber das interne Verhal-
ten hinausgeht (Verhalten),
– die Art der Ausgabe wird programmiert (Verhalten),
– und die Anbindung zur Anwendung (z. B. das Anstoßen von Aktionen in der An-
wendung aufgrund von Benutzer/inneneingaben oder die Darstellung von Werten
der Anwendung in einem Fenster) programmiert (Verhalten).
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• Fehlen Widgets, mu¨ssen diese programmiert werden (Aussehen und internes Verhalten).
Die Programmierung des Verhaltens ist ein Schwerpunkt dieser Arbeit; Bewertungen der
erzeugten Benutzungsschnittstellen, z. B. Bewertung einer erzeugten Pra¨sentation, sind Ge-
genstand anderer Arbeiten.
Fu¨r die Programmierung des Verhaltens muß die Modularisierung bekannt sein (verschiedene
Architekturen werden im folgenden Abschnitt vorgestellt), sowie die Mechanismen, die das
Verhalten bestimmen (sie werden in Abschnitt 4.3 beschrieben). Zum leichteren Erstellen
der graphischen Benutzungsschnittstellen-Elemente und zum Formulieren der Anbindung an
das Anwendungs-Programm gibt es Werkzeuge, die auf ho¨heren Abstraktionsebenen arbeiten,
die sog. Higher-Level Tools [Mye95], wie Abbildung 4.3 zeigt. Eine kurze Beschreibung der
















































Abbildung 4.3: Werkzeuge zur Erstellung von Benutzungsschnittstellen
4.2 Architekturmodelle fu¨r Benutzungsschnittstellen
Architekturmodelle beschreiben die verschiedenen mo¨glichen Bauweisen von Systemen, d. h.
der Benutzungsschnittstellen; dabei werden der strukturelle Aufbau, die Modularisierung und
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die Verteilung grundsa¨tzlicher Aufgaben auf die einzelnen Module festgelegt (nach [ZZ92]).
In der Regel beschreiben solche Modelle die Widget/Fensterinhalts-, Oberﬂa¨chenverwaltungs-
und Schnittstellenschicht (gema¨ß Abbildung 4.1) im Zusammenhang mit der Anwendung.
Die grundsa¨tzlichen Aufgaben, die in den in der Literatur dargestellten Modellen beschrie-
ben werden, sind: Pra¨sentation, Interaktion mit der Benutzer/in (oft auch Dialog genannt),
Verwaltung und Interaktion mit der Applikation (siehe z. B. [ZZ92, Lar92, Ols98, BMR+96]).
Die in einem Architekturmodell vorgeschlagene Strukturierung und Modularisierung kann,
abha¨ngig von der Phase des Entwurfs, unterschiedlich interpretiert werden. Diese Interpre-
tation reicht von der reinen Strukturierung der abstrakt formulierten Aufgaben u¨ber das
Versta¨ndnis der einzelnen Subsysteme als Agenten bis hin zu einer Aufteilung des Pro-
grammcodes. Daraus resultieren oft Versta¨ndnisschwierigkeiten, z. B. wird MVC (siehe un-
ten) in verschiedenen Berichten beschrieben als: MVC-Architektur [Lar92], MVC-Paradigma
[KP88, Lar92], MVC-Framework [Par95], MVC-Entwurfsmuster [BMR+96], MVC-Modell
[Sch96], MVC-Prinzip [Zha97] oder als ein System kooperierender Agenten [LM00].
Die Bedeutung des Architekturmodells
Das Architekturmodell hat durch seine Modularisierung Einﬂuß auf die Vorstellung, d. h.
das konzeptuelle Modell der Entwickler/in und damit auf den Entwicklungsprozeß. In diesem
Abschnitt werden einige bekannte Architekturmodelle, anhand der Aufteilung der Aufgaben
auf einzelne Subsysteme, vorgestellt (wie auch immer diese realisiert sind). In Kapitel 5 wird
ein weiteres Modell beschrieben, das Aspektmodell, das auf dem Aspektansatz beruht (siehe
Abschnitt 2.1.4) und als Grundlage fu¨r diese Arbeit entworfen wurde.
Das Zusammenspiel der einzelnen Subsysteme in den verschiedenen Realisierungen wird in
Abschnitt 4.3 beschrieben.
Monolithische Architektur
Hier sind alle Aufgaben in einem einzigen Modul realisiert. Diese Architektur wird in neueren
Systemen nur sehr selten verwendet, da die enge Verknu¨pfung die unterschiedlichen Aufgaben












Legende (auch für die nächsten Abbildungen):
Abbildung 4.4: Monolithische Architektur
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Client-Server-Architektur
Hier wird die Widget-Schicht, also die Darstellung auf der Oberﬂa¨che, getrennt von den
Interaktionsfunktionen gehalten. Ein Beispiel fu¨r diese Architektur ist das X Window System.
Solche Benutzungsschnittstellen sind objektbasiert, d. h. die Oberﬂa¨chenelemente verhalten










Diese Architektur wurde in den 80er Jahren fu¨r kommandobasierte Benutzungsschnittstellen
entwickelt, bei denen die Interaktion mit der Benutzer/in fu¨r das ganze System durch eine
Zustandsmaschine beschrieben werden konnte, d. h. in jedem mo¨glichen Zustand des Systems
fu¨hrt die Eingabe der Benutzer/in zu einem U¨bergang in einen anderen Zustand. Diese Steue-
rung wird explizit in dem Dialogsteuerungsmodul beschrieben, das getrennt von Pra¨sentation
und Anwendung gehalten wird. Fu¨r direktmanipulative Benutzungsschnittstellen ist dieses
Modell nicht so gut geeignet, da die Anzahl der Zusta¨nde durch die beliebigen Manipulati-
onsmo¨glichkeiten zu groß wird, die Semantik einer Manipulation nicht zu jedem Zeitpunkt
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Model View Controller-Architektur (MVC)
Die MVC-Architektur ist fu¨r objektorientierte Systeme entworfen. Die Trennung von Aus-
gabe und die Behandlung der Eingaben der Benutzer/in erfolgt auf Objektebene, wobei
je ein View- und ein Controller-Objekt zusammengeho¨ren, also die Widget-Schicht durch
View-Controller-Paare aufgebaut wird. Die Paare werden an je ein Model-Objekt gekop-
pelt, zu jedem Model ko¨nnen beliebig viele View-Controller-Paare geho¨ren. Da die Widget-
Schicht aus kleinen, relativ selbsta¨ndigen Einheiten aufgebaut ist, spricht man auch vonMehr-













Abbildung 4.7: Model View Controller -Architektur
Document-View Architektur
Bei dieser Architektur werden View und Controller aus der MVC-Architektur zu einem Ob-











Abbildung 4.8: Document-View Architektur
Presentation Abstraction Control-Architektur (PAC)
Die Benutzungsschnittstelle besteht aus einer Hierarchie von Agenten, die auch die Aggrega-
tionshierarchie widerspiegelt [CNS94, BMR+96]. Jeder einzelne Agent besteht aus drei Ele-
menten:
• der Pra¨sentation, die die Ein- und Ausgabe realisiert (also View und Controller im
MVC-Modell, bzw. View im Document-View-Modell),
• der Abstraktion, die die fu¨r dieses Oberﬂa¨chenelement wichtigen Daten entha¨lt und
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• dem Kontrollelement, das die Kommunikation mit den anderen Agenten realisiert.
Der Agent an der Wurzel der Hierarchie ist in der Regel fu¨r den Zugriﬀ auf die Anwen-
dungsdaten zusta¨ndig, der Beha¨lter ist fu¨r die restlichen Benutzungsschnittstellen-Elemente
zusta¨ndig. Die Bla¨tter entsprechen den Widgets und die dazwischenliegenden Agenten erfu¨llen
alle sonstigen Aufgaben, z. B. als Container von Widgets.
Präsentation Abstraktion Kontrolle

















Abbildung 4.9: Presentation Abstraction Control-Architektur
4.3 Verhalten von Benutzungsschnittstellen
Dieser Abschnitt stellt einen Rahmen fu¨r die bekanntesten Verhaltens-Mechanismen von Be-
nutzungsschnittstellen dar, mit dessen Hilfe Realisierungen dieser Mechanismen schnell ver-
standen werden ko¨nnen.
Es werden nur die bekanntesten Konzepte vorgestellt und die verschiedenen Realisierungen
sehr kurz behandelt.
Das Verhalten einer Benutzungsschnittstelle wird bestimmt durch die Oberﬂa¨chen- und
Schnittstellenelemente, ihre Zusta¨nde und ihre Reaktionsmo¨glichkeiten auf Eingaben. Es gibt
verschiedene Basismechanismen zur Steuerung dieses Verhaltens, im wesentlichen zustand-
sorientierte Steuerung und ereignisbasierte Steuerung, die im folgenden vorgestellt werden
sollen. Die in dieser Arbeit vorgestellten Entwurfsmethoden basieren auf ereignisbasierten Be-
nutzungsschnittstellen. Zustandsbasierte Benutzungsschnittstellen werden nur kurz erwa¨hnt.
Aufbauend auf den ereignisbasierten Grundmechanismen, die in einem System gegeben sind
[Sch96], werden Ereignisverteilungs- und Ereignisbehandlungs-Mechanismen verwendet, mit
denen das Verhalten einer konkreten Benutzungsschnittstelle von der Entwickler/in festgelegt
werden kann.
Welcher Mechanismus verwendet wird, bestimmt das konzeptuelle Modell der Entwickler/in
u¨ber die Programmierung der Benutzungsschnittstelle und damit auch die Speziﬁkations- und
Programmiermethoden, die verwendet werden ko¨nnen.
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4.3.1 Basismechanismen
In kommando- und menu¨basierten Benutzungsschnittstellen erfolgen die Eingaben der Be-
nutzer/in sequentiell. Die weitere Bearbeitungsmo¨glichkeit ist nur abha¨ngig vom aktuellen
Zustand der gesamten Benutzungsschnittstelle, deren Verhalten damit als Zustandsautomat
deﬁniert werden kann [Lar92]. Benutzungsschnittstellen, die nach dem in Kapitel 4.2 beschrie-
benen Seeheim-Architekturmodell modelliert sind, funktionieren nach diesem Prinzip.
In zweidimensionalen graphischen Benutzungsschnittstellen ist eine solche Eindeutigkeit nicht
in jedem Fall gegeben und die Verarbeitung der Eingabe auch davon abha¨ngig, welches Ober-
ﬂa¨chenelement aktiv ist (das wird i. d. R. durch die ra¨umliche Position eines Zeigegera¨ts
bestimmt); evtl. sind das sogar mehrere gleichzeitig. Beispielsweise ist bei Selektion und Be-
wegen eines Dateipiktogramms noch nicht deutlich, ob die Datei verschoben (d. h. u¨ber einem
Verzeichnispiktogramm fallen gelassen wird) oder gelo¨scht werden soll (d. h. u¨ber dem Pa-
pierkorbpiktogramm fallen gelassen wird).
In solchen graphischen Benutzungsschnittstellen werden daher aufgrund der Eingaben der
Benutzer/in Ereignisse erzeugt, die Aktionen in der Anwendung anstoßen. Das Ereignis ist
(nach [Mye92]) ein Objekt (oder eine andere Datenstruktur), das Information u¨ber die von der
Benutzer/in vorgenommene Aktion entha¨lt, z. B. Ereignistyp, Zeigerposition und Zeitpunkt
[Mye00b]. Dieses Ereignis wird in eine Warteschlange eingereiht und wird, je nach aufgesetz-
tem Mechanismus bzw. Architektur an die entsprechenden Teile der Benutzungsschnittstelle























Abbildung 4.10: Ereignisverteilung in einer Benutzungsschnittstelle
Die in Kapitel 4.2 beschriebenen Mehragentenmodelle folgen diesem Prinzip. Um das Ver-
halten der Benutzungsschnittstelle zu deﬁnieren, muß als Basis ein Ereignisverteilungs-
Mechanismus verwendet, und darauf basierend ein oder mehrere Ereignisverarbeitungs-
Mechanismen implementiert werden.
4.3 Verhalten von Benutzungsschnittstellen 71
4.3.2 Ereignisverteilung und Ereignisverarbeitung
Ereignisse sind fu¨r die Anwendungssoftware Datenstrukturen:
• In a¨lteren Systemen wurden sie meist durch Konstanten abgebildet, die zur Unterschei-
dung vorgegebener Fallstrukturen dienten.
• In objektorientierten Systemen werden auch Ereignisse durch Objekte abgebildet.
Ereignisse sind auf unterschiedlichen Abstraktionsniveaus deﬁniert, z. B. ist das Dru¨cken eines
einzelnen Tastaturknopfes ein einfaches Ereignis, die Aktion
”
Markieren einer Textzeile” ist
ein Ereignis, das sich aus mehreren Einzelereignissen zusammensetzt (Herunterdru¨cken des
Mausknopfes, Bewegen der Maus u¨ber die Zeile, Loslassen des Mausknopfes).
Die Ereignisverteilung geschieht nach einem der folgenden Prinzipien:
Traditionell wurden auftretende Ereignisse innerhalb eines Programmstu¨cks explizit bearbei-
tet (das Prinzip der Ereignisschleife). D. h. nachdem von den unteren Schichten die Aktion
einer Benutzer/in an die Benutzungsschnittstelle gegeben wurde, wird ein Ereignis als ent-
sprechende Datenstruktur erzeugt und in dem Programmstu¨ck abgearbeitet. In Pseudopro-
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Bei dem sog. Callback-Prinzip wird fu¨r jedes Ereignis eine Funktion festgelegt, die bei seinem








if targetWidget = Widget 1
call function 1
...
if targetWidget = Widget m
call function k
...




Bei dem Beobachterprinzip ( engl. observer principle), das in auf Smalltalk oder Java basie-
renden Systemen verwendet wird, wird die Aktion der Benutzer/in von den unteren Schichten
direkt an ein Widget weitergegeben, welches das Ereignis erzeugt. Dabei wird es von vor-
her festgelegten Objekten beobachtet, die dann die weitere Abarbeitung u¨bernehmen. Dieses
Prinzip wird im na¨chsten Abschnitt genauer erla¨utert.
Die Festlegung der Ereignisverarbeitung ist bei den Mehragenten-Architekturen eine der
Hauptaufgaben der Speziﬁkation des Verhaltens der Benutzungsschnittstelle und daher grund-
legend fu¨r das Versta¨ndnis der Entwickler/innen. Die Entwicklungssysteme, d. h. die Konzepte
der Programmiersprache und die in den Programmbibliotheken deﬁnierten Funktionsweisen,
implementieren die Syntax und die Verteilungs- und Verarbeitungsmechanismen unterschied-
lich und sind daher in der Praxis nicht einheitlich zu benutzen (obwohl sie sich konzeptuell
teilweise a¨hnlich sind).
Die in dieser Arbeit vorgestellten Entwurfsmethoden sind geeignet fu¨r den Entwurf von Be-
nutzungsschnittstellen, die auf dem Observer-Prinzip basieren, da dies die neueren Ansa¨tze
sind. Um die Entwurfsmethoden zu verstehen, muß dieses Prinzip noch etwas genauer erkla¨rt
werden. Der na¨chste Abschnitt beschreibt daher am Beispiel der bekannten Programmier-
sprachen Smalltalk und Java, welche Ereignismechanismen durch Sprachkonzepte und die
verschiedenen Bibliotheken beschrieben werden.
In der Literatur wird das Observer-Prinzip im Zusammenhang einer konkreten Implemen-
tierung vorgestellt; eine Betrachtung mehrerer Implementierungen im Rahmen dieser Arbeit
zeigte, daß die Implementierungen das Grundprinzip so sehr aufweichen, daß es oft nur schwer
zu erlernen und benutzen ist. Diese U¨berlegungen bilden auch die Grundlagen fu¨r die em-
pirische Untersuchung in Abschnitt 4.5.2, bei der die Visualisierungen des Ereignismodells
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verschiedener Entwicklungsumgebungen der beiden Sprachen miteinander verglichen werden.
Als Konsequenz wurde in COMBO eine Visualisierung des Observer- bzw. MVC-Prinzips rea-
lisiert (auf der Strukturebene, Ebene 2), die implementierungsunabha¨ngig ist (siehe Abschnitt
6.3.4).
4.3.3 Implementierungen von Ereignisbehandlung
Obwohl es viele Werkzeuge gibt, die auf die Entwicklung von Benutzungsschnittstellen spezia-
lisiert sind (siehe Abschnitt A), so daß die Entwickler/in sich eigentlich um die Programmie-
rung der Ereignisbehandlung nicht zu ku¨mmern bra¨uchte, wird ein großer Teil der technischen
Benutzungsschnittstellen
”
von Hand”, d. h. mit Hilfe einer allgemeinen Programmiersprache
programmiert.
Zur Zeit wird zur Entwicklung von Systemen - einschließlich der Benutzungsschnittstellen -
oft eine integrierte Programmierumgebung, verbunden mit einer Bibliothek aus vorgefertigten
Programmstu¨cken (auch Toolkit genannt), verwendet. Die Ereignisbehandlung muß aber auf
der Strukturebene (Ebene 1) textuell programmiert werden.
Die Bibliothek implementiert die Oberﬂa¨chenelemente und ihr Verhalten; dadurch kann die
Programmiersprache einfach bleiben, d. h. sie hat wenige Sprachelemente und eine einfache
Syntax. Dieses Konzept wurde auch bei der Entwicklung der Programmiersprachen Smalltalk
und Java eingehalten. Die Sprache Smalltalk wurde gerade im Hinblick auf die Entwicklung
von Benutzungsschnittstellen entworfen und wird heute noch verbreitet eingesetzt. Java ist
interessant, weil es wichtige Konzepte von Smalltalk und anderen Programmiersprachen auf-
gegriﬀen hat und ebenfalls reichhaltige Programmbibliotheken fu¨r Benutzungsschnittstellen
(z. B. das abstract windowing toolkit (AWT) und die Swing-Programmbibliothek) entha¨lt;
Umgebungen fu¨r beide Sprachen benutzen (heute) das Observer-Prinzip. Aus einer Betrach-
tung von Entwicklungsumgebungen dieser beiden Sprachen wurde in dieser Arbeit ein U¨ber-
blick u¨ber aktuelle Konzepte der Benutzungsschnittstellen-Entwicklung erstellt. Als Beispiel
wird wieder der Tank diskutiert.
Ereignisbehandlung in Smalltalk-Entwicklungsumgebungen
In den Entwicklungsumgebungen VisualWorks und VisualAge wird das MVC-Modell unter-
schiedlich implementiert und erweitert:
VisualWorks
stellt die drei Klassen Model, View und Controller zur Verfu¨gung, die u¨ber den sog.
Abha¨ngigkeitsmechanismus (engl. dependency mechanism) miteinander kommunizieren:
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Abbildung 4.11: Die Abha¨ngigkeiten von Model, View und Controller
View- und Controller-Objekte geho¨ren, wie durch die Architektur deﬁniert, paarweise zu-
sammen und sind jeweils von einem Model-Objekt abha¨ngig. Die Ereignisverarbeitung wird
durch Auspra¨gungen der Controller-Klasse - genannt Controller - realisiert, die das Model
u¨ber die Benutzer/inneneingaben informiert und den View gegebenenfalls benachrichtigt. Das
Ereignis wird als solches nicht weitergegeben, sondern durch Methodenaufrufe verarbeitet.
Jede Komponente der Benutzungsoberﬂa¨che hat ihren eigenen Controller (wenn sie eine in-
teraktive Komponente ist). Auf der technischen Ebene der Ereignisverarbeitung gibt es zwei
Mo¨glichkeiten: Entweder ein Controller fragt die Ereignisse ab (sog. polling, wird heute sel-
tener benutzt), oder er wird durch den ControlManager u¨ber das Auftreten eines Ereignisses
informiert (ereignisgesteuert).
Hat der Controller die Benachrichtung u¨ber ein Ereignis erhalten, reagiert er mit Be-
nachrichtigung des Models und des Views. Wenn das Modell sich a¨ndert, bewirkt der
Abha¨ngigkeits-Mechanismus die Benachrichtigung der Views und damit indirekt auch der
Controller.
In der Regel ist die Anwendung der MVC-Architektur jedoch nicht so einfach wie beschrieben,
weil weitere Mechanismen eingefu¨hrt wurden, die z. B. der Wiederverwendung dienen. Zur
Vereinfachung der Komposition von Elementen in einem Fenster werden das Adapter- und das
Decorator-Muster angewandt (siehe Abbildung 4.12, zu Mustern siehe Abschnitt 4.4.2 sowie
[GHJV95]), wodurch die View-Objekte nicht mehr direkt zugreifbar sind, sondern durch spe-





















Abbildung 4.12: MVC mit Dekorator (Wrapper) und Adapter (ValueHolder)
Um die Unabha¨ngigkeit der Oberﬂa¨che von der Anwendung weiter zu erho¨hen, wurde als
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Erweiterung eine weitere Klasse eingefu¨hrt: Das ApplicationModel, das die Model-, View-
und Controller-Objekte, sowie die Verbindung zur Anwendung aus einer Speziﬁkation, au-

















Abbildung 4.13: Erweiterung des MVC-Modells durch die Klasse ApplicationModel
VisualAge
Die Entwicklungsumgebung VisualAge erzeugt Benutzungsschnittstellen nach der Document-
View-Architektur. Eine Anwendung wird zentral von einer Application-Klasse verwaltet. Die
technische Ebene der Ereignisverarbeitung ist sehr stark abha¨ngig vom benutzten Graﬁk-
system. Low-Level Ereignisse, wie Tastendru¨cke und Maus-Tastendru¨cke, werden durch Er-
eignisbehandler (engl. event handler) bearbeitet, ho¨here Ereignisse, wie das Schließen eines
Fensters, werden durch Ru¨ckruf-Funktionen behandelt. Jedem mo¨glichen Ereignis in einem
Widget wird eine bestimmte Methode zugeordnet.
Auf diesem Basismechanismus wird ein weiterer Ereignismechanismus deﬁniert, indem Klassen
zu Komponenten (siehe Abschnitt 4.4.3) zusammengefaßt werden ko¨nnen, die ebenfalls u¨ber
Ereignisse kommunizieren.
Ereignisbehandlung in Java-Entwicklungsumgebungen
In dieser Arbeit wurde nur Java in der von der Firma Sun festgelegten Form untersucht. Die
Java-Klassenbibliothek wird sta¨ndig weiterentwickelt, insbesondere der Teil, der fu¨r die Pro-
grammierung der Benutzungsschnittstelle zusta¨ndig ist. Die verschiedenen Versionen haben
jeweils neue Ereignisbehandlungs-Mechanismen.
AWT 1.0 (AWT = abstract windowing toolkit) basierte auf dem Ereignisschleifenprinzip,
wie oben verdeutlicht.
AWT 1.1 benutzt das Observer-Prinzip im sog. Event-Delegation-Modell. Im Gegensatz
zu Smalltalk, wo die Funktionalita¨t durch Erbung innerhalb der Klassenhierarchie festgelegt
wird, muß in Java die Funktionalita¨t ausprogrammiert werden, gema¨ß den Konventionen einer
abstrakt deﬁnierten Schnittstelle, den sog. Interfaces.
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Die Funktionalita¨t des Observer-Prinzips entsteht durch die Implementierung der abstrakten




















Abbildung 4.14: Ereignisbehandlung im Java AWT 1.1 Anwendungsrahmen
Swing ist ein Anwendungsrahmen, der die Document-View-Architektur realisiert, die aber in
der Literatur auch MVC-Architektur genannt wird [WC99, Ost98, Ste97]. Es wird ebenfalls
durch die Implementierung abstrakter Schnittstellen, na¨mlich Observer und Observable,


















Beim Entwurf von Pra¨sentation, Verhalten und Modularisierung einer Benutzungsschnittstelle
mu¨ssen Konzepte des Software Engineering eingesetzt werden. Deren wesentliches Ziel ist das
Wiederverwenden von bereits entwickelten Elementen. Anwendungsrahmen verwenden dazu
das Erben von Funktionalita¨t von ganzen Anwendungen; Entwurfsmuster vererben die Funk-
tionalita¨t von Teillo¨sungen. Dagegen werden Anwendungen in der Komponententechnologie
durch einen Einsteckmechanismus aus vorgefertigten Elementen zusammengesetzt.
In diesem Abschnitt werden die Konzepte Anwendungsrahmen, Entwurfsmuster und Kom-
ponenten eingefu¨hrt, soweit sie im Zusammenhang mit dem Entwurf von Benutzungsschnitt-
stellen stehen. In Kapitel 5 wird dann eine dem Aspektansatz entsprechende Modularisierung
von Benutzungsschnittstellen vorgestellt, die visuelle Speziﬁkationsmethoden fu¨r diese Kon-
zepte ermo¨glicht; die Methoden selbst werden in Kapitel 6 vorgestellt.
4.4.1 Anwendungsrahmen (engl. frameworks)
Gut funktionierende Anwendungsrahmen sind wichtige Hilfsmittel bei der Entwicklung von
Benutzungsschnittstellen. Der Begriﬀ Anwendungsrahmen wird im Rahmen objektorientierter
Softwareentwicklung verstanden als Entwurf fu¨r einen Anwendungsbereich; eine Menge ko-
operierender (auch abstrakter) Klassen, die eine implementierte Lo¨sung darstellen. In diesem
Sinne gibt es Anwendungsrahmen, mit denen der Anwendungsbereich
”
Programmierung von
Benutzungsschnittstellen” abgedeckt wird, z. B. das Application Framework von VisualWorks
[Par95], das Java Development Kit [Kra97], der JavaSwing-Anwendungsrahmen [Ost98] oder
der Anwendungsrahmen HotDraw [Joh92].
Die Benutzung von Anwendungsrahmen erfolgt u¨ber den Erbungsmechanismus, d. h. die
Framework-Klassen und ihre Beziehung werden geerbt, falls no¨tig modiﬁziert und dann zur
Laufzeit ausgepra¨gt.
4.4.2 Entwurfsmuster (engl. design pattern)
Obwohl Entwurfsmuster im Software Engineering bereits seit knapp 10 Jahren verwendet
werden, werden sie auf dem Gebiet der HCI erst seit einiger Zeit diskutiert und noch nicht
verbreitet eingesetzt. Im Rahmen dieser Arbeit wurden von mir einige HCI-Entwurfsmuster
gefunden und auf Workshops die grundlegenden Prinzipien ihrer Anwendung diskutiert. Aus




design pattern” wurde von dem Architekten Christopher Alexander gepra¨gt. Im
Mittelpunkt seiner Forschung stehen die Empﬁndungen der Menschen, fu¨r die er Architektur
entwirft. Er wollte herausﬁnden, was bestimmte Innenausstattungen, Ra¨ume und Geba¨ude
besonders anziehend macht, warum einige Ra¨ume Menschen anziehen und sich in anderen





unbeschreibbare Wohlgefu¨hl”, das er, wenn es schon nicht beschreibbar
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ist, umschreiben wollte. Die Umschreibung erfolgt als Muster in den Anordnungen von Ge-




A Pattern Language” [AIS77] und
”
The Timeless Way of Building” [Ale79]
beschreibt Alexander diese Entwurfshilfen. Diese Vorgehensweise beruht darauf, in den Be-
schreibungen von Architektur-Aufgaben, -Problemen sowie einer bekannten und akzeptierten
Lo¨sung dazu Muster zu entdecken, die hervorrufen, daß Menschen sich wohlfu¨hlen. Wenn
solche Muster entdeckt werden, ist es mo¨glich, Aufgaben und Probleme zu Klassen zusam-
menzufassen und allgemeine Lo¨sungsschemata dafu¨r aufzuschreiben. Eine Architekt/in, die
eine Aufgabe zu lo¨sen hat, informiert sich in einem Katalog solcher Aufgabenklassen, ob es
schon eine Lo¨sung fu¨r die Aufgabe gibt. Falls ja, nutzt sie das allgemeine Lo¨sungsschema und
paßt die Lo¨sung der speziellen Aufgabe an.
Damit wird das unbeschreibbare Wohlgefu¨hl durch ein Muster umschrieben, das einem allge-
meinen Schema folgt:
• Beschreibung der Aufgabe bzw. des Problems
• Diskussion der Rahmenbedingungen und der von außen wirkenden Einﬂu¨sse auf das
Problem
• Allgemeine Lo¨sung des Problems
• Verwandte Aufgaben und Probleme
Ein Beispiel (siehe Abbildung 4.16) aus der Architektur von Wohnra¨umen beschreibt, wie
man die Tu¨ren eines Raums so plaziert, daß Menschen, die sich in dem Raum aufhalten,
mo¨glichst wenig gesto¨rt werden (Muster 196 in [AIS77]).
Die Muster haben Alexander und seine Mitarbeiter/innen aus ihrer Erfahrung als praktizie-
rende Architekt/innen gewonnen.
Kann eine Sammlung von Entwurfsmustern hierarchisch angeordnet werden, so daß die Ele-
mente eines Entwurfsmusters durch ein oder mehrere weitere Entwurfsmuster ersetzt werden
ko¨nnen, spricht man von einer Entwurfsmustersprache (engl. pattern language). Der Begriﬀ
kommt von der Vorstellung, daß, wie durch eine Grammatik, die Menge der gu¨ltigen Archi-
tekturen (mit dem unbeschreibbaren Wohlgefu¨hl) durch sukzessive Anwendung der Entwurfs-
muster gebildet werden, wie die Sa¨tze einer (Programmier-)Sprache.
Eine nicht hierarchisch strukturierte Sammlung von Entwurfsmustern wird Entwurfsmuster-
Katalog genannt.
Entwurfsmuster im Software Engineering
Diese Vorgehensweise wurde fu¨r den objektorientierten Software-Entwurf aufgegriﬀen, und
zwar zuna¨chst von Kent Beck und Ward Cunningham von Tektronix (siehe z. B. [Cun00]). Im
Versta¨ndnis von Mustern beim Software-Entwurf geht es nicht darum, fu¨r Endbenutzer/innen
ein unbeschreibbares Wohlgefu¨hl herzustellen, sondern besonders elegante, eﬀektive, wieder-
verwendbare und erweiterbare Programmentwu¨rfe zu beschreiben.
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Abbildung 4.16: Das Architektur-Entwurfsmuster
”
Ecktu¨ren”
(Muster 196 in [AIS77])
Ein Software Engineering-Musterkatalog entstand aus den Diskussionen eines Workshops der
OOPSLA’87. Erich Gamma erweiterte die Idee in seiner Dissertation ([Gam91]), und darauf
aufbauend vero¨ﬀentlichten Erich Gamma, Ralph Johnson, Richard Holm und John Vlissides
einen Entwurfsmusterkatalog, der unter dem Titel Design Patterns: Elements of Reusable
Object-Oriented Software [GHJV95] vero¨ﬀentlicht wurde.
Hier ein Beispiel, das erkla¨rt, wie beschrieben werden kann, daß sich ein Objekt in bestimmten
ausgezeichneten Zusta¨nden beﬁndet (nach [ABW98] und [OS98]; die Beschreibung ist hier
zusammengefaßt, sie umfaßt im Original ca. 10 Seiten):




Allow an object to alter its behaviour when its internal state changes. The object will appear
to change its class.”
Allgemeine Lo¨sung
”
The key to the State pattern lies in separating the state-dependent behaviour of the client into
a separate set of State objects. The State object implement the part of the system’s behaviour
that is dependent on the current state of the client rather than the client itself.”
Abbildung








Als Beispiel kann man sich eine Diplomarbeitsthemen-Verwaltung vorstellen, bei der Diplom-
arbeitsthemen in den Zusta¨nden
”
Kann bearbeitet werden (unappointed)” oder
”
Bearbei-
tung abgeschlossen (appointed)” sein kann. Je nach Bearbeitungszustand kann der Vorgang
”
Ausdrucken” etwas anderes bedeuten. Z. B. wird im Zustand
”
kann bearbeitet werden” ein
Aushang fu¨r das Thema ausgedruckt, im Zustand
”
Bearbeitung abgeschlossen” die ganze Di-
plomarbeit. Solche Zusta¨nde ko¨nnen entweder in der Klasse selbst verschlu¨sselt werden - was
bei vielen Zusta¨nden zu großen Abfragen fu¨hrt - oder als eigene Klassen, die der Hauptklasse










Abbildung 4.17: Beschreibung des State-Musters
(nach [GHJV95])
Die Beschreibung solcher Entwurfsmuster folgt einem a¨hnlichen Schema wie die Muster von
Alexander.
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Nach [GHJV95] besteht es im wesentlichen aus den vier Elementen1
1. Name des Musters
2. Problembeschreibung. Hier wird beschrieben, wann das Muster angewendet werden soll
und auch der Kontext des Problems.
3. Die allgemeine Lo¨sung des Problems beschreibt die Elemente, aus denen der Software-
Entwurf zur Lo¨sung des Problems besteht, ihre Beziehungen, Verantwortlichkeiten (engl.
responsibilities) und die Art des Zusammenspiels.
4. Die Folgerungen aus dem Muster beschreiben die Ergebnisse und Vorteile des Musters.
Weiterhin wird eine graphische Skizze, meist mit Hilfe einer Notation aus der Objektori-
entierten Analyse bzw. des Objektorientierten Entwurfs ( engl. design) (im Folgenden mit
OOA/D-Notation abgeku¨rzt) als Diagramm, zur Verdeutlichung genutzt. Das Arbeiten mit
dieser Skizze kann durch ein Werkzeug, das die visuelle Programmierung benutzt, unterstu¨tzt
werden.
Die 23 Entwurfsmuster in [GHJV95] sind fu¨r den Software-Entwurf (engl. design) aufgeschrie-
ben, deshalb der Name Entwurfsmuster (engl. design pattern). Seit der Vero¨ﬀentlichung des
Buchs hat sich eine eigene Entwurfsmustergemeinde gebildet, die auch Konferenzen veran-
staltet (z. B. die PLoP - Pattern Languages of Program Design - und EuroPLoP) und die
Mailing-Listen und Vero¨ﬀentlichungsreihen anbietet, so daß in vielen Anwendungsbereichen
und auf allen Ebenen des Programmentwurfs Muster gefunden wurden. Entwurfsmuster, die
im Anwendungsbereich
”
Entwicklung von Benutzungsschnittstellen” gefunden wurden, wer-
den im na¨chsten Unterabschnitt vorgestellt.
Werkzeugunterstu¨tzung fu¨r den Einsatz von Entwurfsmustern im Software Engi-
neering
Bereits gefundene Entwurfsmuster sollen beim Entwurf eingesetzt werden. Dadurch wird der
Entwurf versta¨ndlich, entspricht in Teilen bestimmten Gu¨tekriterien und kann eﬃzient er-
folgen. Ein Entwurfswerkzeug soll den Einsatz von Entwurfsmustern unterstu¨tzen. Auf der
Entwurfsebene kann ein Entwurfswerkzeug, wie das in dieser Arbeit entwickelte Werkzeug
COMBO, folgende Aufgaben u¨bernehmen:
1. Auspra¨gen eines Entwurfsmusters, d. h. Bilden von Code-Schablonen fu¨r Klassen, die
denen des Entwurfsmusters entsprechen.
2. Integrieren eines Entwurfsmusters in einen bestehenden Entwurf, d. h. bereits bestehen-
de Klassen u¨bernehmen die Rollen, die in dem Entwurfsmuster erforderlich sind. Rollen,
die von keinen bestehenden Klassen u¨bernommen werden sollen, ko¨nnen dann wie in 1.
generiert werden.
3. Benutzen eines Entwurfsmusters, das bereits in einem Framework implementiert ist;
beispielsweise wird das MVC-Muster in Smalltalk zur Entwicklung von Benutzungs-
schnittstellen verwendet (siehe auch Abschnitt 6.3.4).
1Welche Elemente notwendig sind, wird immer noch diskutiert und in der Literatur unterschiedlich ange-
geben, z. B. in [BMR+96, GHJV95, ABW98, CS95]
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4. Finden eines Entwurfsmusters in einem bestehenden Entwurf.
5. Umgestalten eines bestehenden Entwurfs mit Hilfe von Entwurfsmustern.
Fu¨r das zweite Einsatzgebiet gibt es bereits einige Ansa¨tze (z. B. [BFVY96], [Rat00]). In
dieser Arbeit wurden Methoden fu¨r die ersten drei Einsatzgebiete entworfen und untersucht
(siehe auch 6.6).
HCI-Entwurfsmuster
In diesem Abschnitt werden Muster vorgestellt, die speziell zur Entwicklung von Benutzungs-
schnittstellen dienen. Zuna¨chst wird die historische Entwicklung der Forschung auf diesem
Gebiet vorgestellt und die verschiedenen Versuche zur Klassiﬁkation der Muster. Da es bis
heute jedoch keine einheitliche Klassiﬁkation gibt, teile ich die Muster zur leichteren Einord-
nung in folgende Kategorien ein:
• Gestaltung der Oberﬂa¨che (graphische Benutzungsschnittstellen-Elemente)
• Gestaltung der Interaktion mit der Endbenutzer/in
• Entwurf des Aufbaus der nicht graphischen Benutzungsschnittstellen-Elemente
• Entwurf von Verhalten der nicht graphischen Benutzungsschnittstellen-Elemente
• Entwurf der Anbindung an ein zugrundeliegendes Verarbeitungsprogramm
Nachdem der Entwurfsmusterkatalog von Gamma et al. erfolgreich bei der Entwicklung von
Software eingesetzt wurde, wurden auch in anderen Bereichen Entwurfsmuster gesucht; ins-
besondere hat die HCI-Forschungsgemeinschaft die A¨hnlichkeit der Gebiete Architektur und
Entwurf graphischer Benutzungsschnittstellen-Elemente erkannt und sucht intensiv nach Ent-
wurfsmustern. Entwurfsmuster gehen u¨ber die bekannten Stilfu¨hrer (engl. style guides) und
Richtlinien (engl. guidelines) hinaus, indem sie Beziehungen abstrakter beschreiben, als es die
konkreten Vorschla¨ge von Richtlinien tun, und sie beschreiben allgemeine Prinzipien, nicht
Stile fu¨r konkrete Systeme.
Die verschiedenen, an der Benutzungsschnittstellen-Entwicklung beteiligten Disziplinen (Soft-
ware Engineering, Interaktionsdesign, Layoutdesign,...) haben allerdings sehr unterschiedliche
Sichten, Methoden und Vorgehensweisen. Wa¨hrend die Software-Entwickler/innen die oben
genannten Qualita¨ten (Flexibilita¨t, Erweiterbarkeit etc) in den Programmen erreichen wollen,
stellen die HCI-Forscher/innen das unbeschreibbare Wohlgefu¨hl der Endbenutzer/innen beim
Benutzen der Benutzungsschnittstellen in den Mittelpunkt.
Daraus resultieren sehr unterschiedliche Entwurfsmusterkataloge und -sprachen, die u. U.
schwer miteinander zu integrieren sind. In der HCI-Entwurfsmustergemeinde gibt es prinzipiell
die Anha¨nger der
”
Alexander-Muster” und die Anha¨nger der
”
Gamma-Muster”, was daran
liegt, daß die Abgrenzung der genannten Disziplinen nicht sehr deutlich ist.
Ein Vergleich: Beim Bau von Geba¨uden (siehe auch [Man97]) gibt es die Disziplinen Bauinge-
nieurswesen und Architektur (einschließlich Innenarchitektur), die beide am Entstehen eines
Geba¨udes beteiligt sind und auch mit und an denselben Komponenten arbeiten. Demgema¨ß
gibt es eine Mustersprache fu¨r Architektur. Um die Vorgehensweisen der Bauingenieure zu
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beschreiben, sollte es eine weitere Mustersprache geben. Beide Sprachen wu¨rden die gleichen
Geba¨ude beschreiben, denn trotz der Verﬂechtung enthalten die Entwurfsmustersprachen un-
terschiedliche Muster, wegen der verschiedenen Grundziele der beiden Disziplinen.
Eine einfache U¨bertragung der Architektur-Bauingenieur-Metapher wu¨rde Entwurfsmuster
aufteilen in die Bereiche
”
Modellierung von Funktion der Benutzungsschnittstelle” bzw.
”
Ge-
staltung der Benutzungsoberﬂa¨che” (also des von der Endbenutzer/in erfahrbaren Teils der
Benutzungsschnittstelle), a¨hnlich wie die Komponenten der Software-Architektur einer Be-
nutzungsschnittstelle aufgeteilt sind (vergl. Seeheim-Modell und MVC, Abschnitt 4.2). Dabei
wa¨re das Ziel der Funktionsmodellierung, Funktionalita¨t sowie eine stabile Konstruktion zu
garantieren. Ziel der Gestaltung der Benutzungsoberﬂa¨che wa¨re es, die Oberﬂa¨che so zu ge-
stalten, daß die Endbenutzer/innen sich damit wohl fu¨hlen. Diese U¨bertragung beru¨cksichtigt
verschiedene Punkte nicht: Die Verbindung zwischen Oberﬂa¨che und Anwendung ist nicht
direkt einer der Kategorien zuzuordnen. Außerdem entwerfen die HCI-Entwickler/innen (Ge-
stalter/innen der Oberﬂa¨che und Entwickler/innen des Oberﬂa¨chenverhaltens) nicht nur die
Anordnung von Elementen der Benutzungsoberﬂa¨che, sondern greifen in die Konstruktion ein.
Noch gravierender ist, daß in der Praxis bei der Entwicklung vieler Benutzungsschnittstellen
keine HCI-Expert/innen beteiligt sind, sondern daß die Software-Entwickler/innen oft auch
die Oberﬂa¨che gestalten. Daher wird der Begriﬀ HCI Entwurfsmuster von mir weiter gefaßt,
wie im na¨chsten Abschnitt ausgefu¨hrt wird.
Deﬁnition und Strukturierung von HCI Entwurfsmustersprachen HCI Entwurfs-
muster werden als eigenes Thema bis jetzt (Herbst 2000) hauptsa¨chlich im Rahmen von
Konferenz-Workshops diskutiert, da sich der Stand der Forschung noch nicht in allgemeingu¨lti-
gem Wissen verfestigt hat. Auch hat sich noch nicht eine allgemeingu¨ltige Terminologie durch-
gesetzt. Da im Rahmen dieser Arbeit der Ansatz, Wissen u¨ber den Entwurf von Benutzungs-
schnittstellen in Entwurfsmustern auszudru¨cken, sehr hilfreich ist, werden im folgenden die
Berichte aus den Workshops zusammengefaßt dargestellt.
I. Der erste dieser Workshops fand wa¨hrend der CHI’97 statt. Im Bericht wird nur ganz
allgemein von Entwurfsmustern (Patterns) gesprochen, ohne sie speziell im Hinblick auf HCI
zu benennen. Ziel ist
”
eine Entwurfsmustersprache fu¨r den Entwurf von Interaktion” (die-
ser Begriﬀ wird nicht weiter erla¨utert, gemeint sind Entwurfsmuster der Kategorien Ober-
ﬂa¨chengestaltung und Gestaltung der Interaktion mit der Endbenutzer/in ). Als Modell fu¨r die
Entwurfsmuster wurde die Entwurfsmustersprache von Alexander gewa¨hlt.
II. Der na¨chste Workshop zu dem Thema fand auf einer der Entwurfsmusterkonferenzen, Chi-
liPLoP’99 (Hot Pattern Languages of Programming) statt. Im Bericht u¨ber diesen Workshop
wird die Terminologie
”
Interaktionsmuster” bzw. Entwurfsmuster fu¨r interaktive Anwen-
dungen benutzt (ebenso Kategorien Oberﬂa¨chengestaltung und Gestaltung der Interaktion mit
der Endbenutzer/in).
Ein Ergebnis dieses Workshops ist die folgende Beschreibung:
Mit Hilfe von Entwurfsmustersprachen fu¨r interaktive Anwendungen
(engl. interaction pattern language) entstehen solche Interaktionsentwu¨rfe, bei de-
nen die Vorstellung u¨ber das System dem konzeptuellen Modell der Endbenut-
zer/in u¨ber die zu erledigende Aufgabe (Task) sehr nahe kommt, um die Mensch-
Maschine-Schnittstelle mo¨glichst transparent zu halten (nach [Bor00a]).
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Abbildung 4.18: Taxonomie fu¨r
”
Interaktionsmuster” (Kategorien Oberﬂa¨chengestaltung
(und Gestaltung der Interaktion mit der Endbenutzer/in) nach [Bor00a]
III. Auf dem INTERACT’99-Workshop
”
Usability Pattern Language: Creating a
community” wurde eine etwas andere Terminologie verwendet. Trotz des Titels des Work-
shops wird nun von HCI-Entwurfsmustern (engl. HCI design pattern) statt von Interakti-
onsmustern gesprochen, in Anlehnung an die Sprachregelung des CHI’97-Workshops. U¨ber
HCI-Entwurfsmustersprachen wird gesagt:
Das Ziel von HCI-Entwurfsmustersprachen ist, Personen, die beruﬂich mit
dem HCI-Entwurf bescha¨ftigt sind, erfolgreiche Entwurfslo¨sungen zur Verfu¨gung
zu stellen. Damit wird allen, die mit dem Entwurf, der Entwicklung, der Evalu-
ierung oder Benutzung von interaktiven Systemen zu tun haben, eine allgemein
versta¨ndliche Sprache zur Verfu¨gung gestellt (nach [BFG+99]).
Diese Deﬁnition erweitert die Anwendung von HCI-Entwurfsmustern: Neben der Beschreibung
von Entwurfslo¨sungen fu¨r Benutzbarkeit von Benutzungsoberﬂa¨chen (Kategorien Oberﬂa¨chen-
gestaltung und Gestaltung der Interaktion mit der Endbenutzer/in) ist nun auch die Beschreibung
von Entwurfslo¨sungen zur Erstellung von Benutzungsschnittstellen (Kategorien struktureller
Aufbau und Verhalten nicht graphischer Schnittstellen-Elemente und Anbindung an ein Verarbei-
tungsprogramm) eingefu¨hrt.
In die Deﬁnition fallen auch alle Muster, die im Rahmen dieser Arbeit entwickelt wurden
(siehe Abschnitt 4.4.2.2), d. h. Muster, aus denen eine Benutzungsschnittstelle konstruiert
werden kann.
Muster, die eine ergonomisch sinnvolle Oberﬂa¨chengestaltung erzeugen, werden in dieser Ar-
beit nicht weiter behandelt und sind Teil anderer Arbeiten (z. B. [Gri00a], oder das Einhalten
von Guidelines z. B. [DH94]).
Ein Beispiel, das auch eine mo¨gliche allgemeine Struktur von HCI-Patterns in Anlehnung an
die Alexander-Muster zeigt, wird in Abbildung 4.19 dargestellt.














































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Abbildung 4.19: Ein HCI-Muster, das eine
Mauszeigerinformation (engl. tool tip) beschreibt (nach [Gri00b], Kategorie
Oberﬂa¨chengestaltung und Gestaltung der Interaktion mit der Endbenutzer/in).
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Eine
”
Standardform” fu¨r HCI-Entwurfsmusterbeschreibungen sollte meiner Meinung nach
weitere Kriterien enthalten, z. B.
• Bedingungen (engl. forces), d. h. die Bedingungen und Kra¨fte, die den Einsatz des
Musters erfordern (was in der obigen Beschreibung mit Kontext teilweise abgedeckt
wird),
• Implementierung, damit sind verschiedene Implementierungsbeispiele fu¨r die Lo¨sung
gemeint,
• bekannte Einsatzgebiete (engl. known uses), d. h. Beispiele dafu¨r, wo das Muster erfolg-
reich eingesetzt wird, und
• Folgen (engl. consequences), d. h. eine Beschreibung dessen, was passiert (positiv und
negativ), wenn dieses Muster eingesetzt wird.
Außerdem wurden auf dem INTERACT’99-Workshop zwei weitere Klassiﬁkationsschemata
diskutiert. Diese beiden Klassiﬁkationsschemata spiegeln die zwei Standpunkte der verschie-
denen Disziplinen (Psychologie, Kognitionswissenschaften und Benutzbarkeitsingenieurswe-
sen (die die Muster der ersten beiden Kategorien beschreiben) auf der einen Seite, Software
Engineering und Computer Graphik auf der anderes Seite (die die Muster der letzten drei
Kategorien beschreiben)) wider.
Abstraktion




Komponenten (Container, Fenster, Layoutregeln)
Primitiva (Knöpfe und andere einfache Widgets)
Physikalische Eigenschaften
Mehrere Benutzer/innen




































Klassiﬁkation nach Abstraktion Klassiﬁkation nach Struktur
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Das im Beispiel beschriebene Muster
”
Description at your ﬁngertips” wu¨rde also aus der
Konstruktionssicht unter
”




IV. Thema des Workshops auf der CHI 2000 waren Sammlungen von HCI-Mustersprachen,
wie sie zur Zeit entstehen:
• Benutzbarkeitsmuster [GPB00] (Kategorien Oberﬂa¨chengestaltung und Gestaltung der
Interaktion mit der Endbenutzer/in)
• einem konkreten Anwendungsgebiet zugeho¨rige Muster [Bor00b] [Sie00] (Kategorien
Oberﬂa¨chengestaltung und Gestaltung der Interaktion mit der Endbenutzer/in)
• Muster, die Interaktionstechniken bekannter graphischer Benutzungsschnittstellen be-
schreiben [Wel00] (Kategorie Gestaltung der Interaktion mit der Endbenutzer/in)
• Muster, die die Konstruktion von Benutzungsschnittstellen beschreiben (Kategorien
struktureller Aufbau und Verhalten nicht graphischer Schnittstellen-Elemente und Anbin-
dung an ein Verarbeitungsprogramm)
• Muster, die auf einem der vorher stattﬁndenden Workshops diskutiert wurden [Fin00]
(alle Kategorien)
Das Besondere an HCI-Mustern und Werkzeugunterstu¨tzung fu¨r ihren Einsatz
HCI-Muster beschreiben, ebenso wie die Architekturmuster, den Umgang mit
”
anfaßbaren”
und sichtbaren Elementen. Dies fu¨hrt dazu, daß auch der Einsatz von solchen Mustern sichtbar
gemacht werden kann. Beispielsweise kann man sich fu¨r das
”
Description at your ﬁngertips”-
Muster (siehe Abbildung 4.19 auf Seite 85) die Integration in ein Werkzeug - z. B. einen
Interface-Builder - vorstellen, bei dem solche Beschreibungsblasen auch anderen Elementen
zugeordnet werden ko¨nnen.
Solche U¨berlegungen waren die Grundlage fu¨r die zwei von mir gefundenen Entwurfsmuster-
sprachen, die im folgenden vorgestellt werden.
4.4.2.1 Eine Entwurfsmustersprache fu¨r Oberﬂa¨chenverhalten (Kategorie Ver-
halten der nicht graphischen Benutzungsschnittstellen-Elemente)
Diese Sprache beschreibt, in welchem Kontext ein bestimmtes Verhalten von Elementen einer
Benutzungsoberﬂa¨che eine gute Lo¨sung ist [Sie00]. Im Rahmen dieser Arbeit wurde diese Spra-
che als Grundlage fu¨r die in Abschnitt 6.3.1 beschriebene Verhaltensbibliothek dokumentiert.
Die Sprache gibt eine Einordnung der genannten Muster, sie legt nicht die Implementierung
(z. B. durch Constraints oder Funktionen) fest.2
Eine U¨bersicht u¨ber die Sprache gibt Abbildung 4.20:
2Aus Platzgru¨nden sind nicht alle bereits dokumentierten Muster aufgefu¨hrt.





moving in an area









Abbildung 4.20: Eine Entwurfsmustersprache fu¨r Oberﬂa¨chenverhalten







ving in an area” beschrieben.
Entwurfsmuster Change size (Skalierung)
Piktogramm Kontext
Nachdem das Aussehen eines Benutzungsoberﬂa¨chen-
Elements festgelegt wurde und seine Attribute beschrieben
wurden, muß nun speziﬁziert werden, wie das Element sich
verhalten soll, und durch welche Aktionen das Verhalten zur
Gro¨ßena¨nderung ausgelo¨st werden soll.
Problembeschreibung
Ein Oberﬂa¨chenelement soll verschiedene Zusta¨nde, in Abha¨ngigkeit von einem Zahlenwert,
haben. Diese Zusta¨nde sollen der Endbenutzer/in verdeutlicht werden.
Beispiele
1. In einem lokalen Netz soll die Auslastung der Knoten und Verbindungen dargestellt
werden. Dabei soll fu¨r die Endbenutzer/in intuitiv erkennbar werden, welche Knoten
zum Betrachtungszeitpunkt besonders stark ausgelastet sind.
2. Ein anderes Beispiel ist die Darstellung der Fu¨llho¨he eines Tankinhalts. Der Tankinhalt
selbst soll durch ein Viereck dargestellt werden. Beim Anschauen des Vierecks soll fu¨r
die Betrachter/in intuitiv deutlich werden, wie voll der Tank ist.
3. Oft sollen auch die Werte einer Tabelle visualisiert werden. Dabei sollen die verschiede-
nen Zahlenwerte unterschiedlich dargestellt werden.
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Lo¨sung
Visualisiere den Wert, der dargestellt werden soll, durch die Gro¨ße des Oberﬂa¨chenelements.
Dazu muß das Oberﬂa¨chenelement seine Gro¨ßenattribute in Abha¨ngigkeit von dem Wert
a¨ndern. In den Beispielen ist die Lo¨sung wie folgt angewendet:
1. Die Knoten werden als Kreise dargestellt, deren Gro¨ße sich in Abha¨ngigkeit von ihrer
Auslastung a¨ndert.
Abbildung 4.21: Darstellung der Kommunikation in einem Rechnernetz.
Die Gro¨ße der Knoten und die Breite der Verbindungen geben die Auslastung an.
2. Der Tankinhalt wird durch ein Viereck dargestellt, dessen Ho¨he sich in Abha¨ngigkeit
von dem tatsa¨chlichen Tankinhalt a¨ndert, siehe Abbildung 1.1. Die Linien geben die
aktiven Verbindungen an.








Abbildung 4.22: Klassendiagramm fu¨r das Entwurfsmuster
”
Change Size”
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Entwurfsmuster Be ﬁlled (Fu¨llverhalten)
Piktogramm Kontext
Nachdem das Aussehen eines Benutzungsoberﬂa¨chen-
Elements festgelegt und seine Attribute beschrieben wurden,
muß nun speziﬁziert werden, wie das Element sich verhalten
soll, und durch welche Aktionen das Fu¨llverhalten ausgelo¨st
werden soll.
Problembeschreibung
Ein Wert der Anwendung soll in Bezug auf eine Referenzgro¨ße dargestellt werden. Der Wert
dru¨ckt dabei ein Volumen oder eine Fla¨che eines Elements der Anwendung aus.
Beispiel
Das bereits eingefu¨hrte Tankbeispiel ist ein klassischer Anwendungsfall des Musters.
Lo¨sung
Stelle die Referenzgro¨ße als Fla¨che dar, im Tankbeispiel als Rechteck. Teile die Fla¨che durch
einen Strich in zwei Teile, wobei der eine Teil in der Regel andersfarbig ist. Die Lage des
Strichs ha¨ngt von dem Wert der Anwendung ab. Diese Lo¨sung wird meistens durch zwei
u¨bereinanderliegende Fla¨chen dargestellt, wobei die eine Fla¨che - bis auf einen abgeschnittenen
Teil - identisch mit der zweiten Fla¨che und in der Gro¨ße vera¨nderbar ist. Zur Implementierung
der vera¨nderbaren Gro¨ße kann das
”











Observer-Muster: Subject Observer-Muster: Observer
Abbildung 4.23: Diagramm fu¨r das Entwurfsmuster
”
Be Filled”
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Entwurfsmuster Move in an Area (Bewegung in einer Fla¨che)
Piktogramm Kontext
Nachdem das Aussehen eines Benutzungsoberﬂa¨chen-
Elements festgelegt wurde und seine Attribute beschrieben
wurden, muß nun beschrieben werden, wie das Element sich
verhalten soll, und durch welche Aktionen die Bewegungen
ausgelo¨st werden soll.
Problembeschreibung
Die Position eines Elements der Anwendung soll auf der Benutzungsoberﬂa¨che im Verha¨ltnis
zu einem Bewegungsraum dargestellt werden.
Beispiel
Die Darstellung der Bewegungen des Greifers eines Roboters (siehe das Beispiel in Abschnitt
2.2.6 auf Seite 28) soll auf der Benutzungsoberﬂa¨che in Bezug zu dem mo¨glichen Bewegungs-
raum des Roboters dargestellt werden.
Lo¨sung
Der Bewegungsraum wird durch eine Fla¨che dargestellt und die Position des sich bewegen-
den Elements wird durch die Position eines Oberﬂa¨chenelements in einer verha¨ltnisma¨ßig
gro¨ßeren Fla¨che ausgedru¨ckt. Im Beispiel wird der Greifer durch einen roten Punkt und der
Bewegungsraum durch einen Teil eines Kreises (genauer: durch ein Segment einer aus zwei
Kreisen gebildeten Teilscheibe) dargestellt. Der Punkt als Darstellung des Greifers bewegt
sich in Abha¨ngigkeit von der realen Position des Greifers, bzw. wenn der Punkt bewegt wird,


















Abbildung 4.24: Diagramm fu¨r das Entwurfsmuster
”
Move in an Area”
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Diskussion der vorgestellten Muster fu¨r Verhalten
U¨ber den Wert solcher Muster kann man sich ausgiebig streiten3. Im Rahmen dieser Arbeit
wurden die Muster vorgestellt, um eine alternative Werkzeugunterstu¨tzung des Entwurfs mit
Mustern vorzustellen.
Eine Klassiﬁkation der Muster in eines der oben vorgestellten Klassiﬁkationsschemata ist
mo¨glich; sinnvollerweise wu¨rden die Muster nach Abstraktionsgrad geordnet, d. h. die kom-
plexen Verhaltensmuster u¨ber den primitiven Verhaltensmustern. Da es in dieser Sprache nur
Hierarchiestufen gibt, wie in der U¨bersicht zu sehen ist, ist diese Anordnung allerdings nicht
besonders aussagekra¨ftig.
4.4.2.2 Eine Entwurfsmustersprache fu¨r anwendungsspeziﬁsches Layout
(Kategorie Oberﬂa¨chenverhalten)
Der Ausgangspunkt dieser Arbeit, na¨mlich die Konstruktion von technischen Benutzungsober-
ﬂa¨chen liefert weitere gute Beispiele fu¨r anwendungsabha¨ngige Entwurfsmuster. Wie bereits
beschrieben, enthalten Benutzungsoberﬂa¨chen fu¨r Automatisierungssysteme fast immer eine
Kontroll- oder Menu¨leiste, einen graphischen Zustands- und Manipulationsbildschirm sowie
eine Statusleiste. Daneben ko¨nnen auch hier die Richtlinien in Entwurfsmuster eingearbeitet
werden, so daß die Kontrolleiste z. B. oben am Bildschirm angeordnet ist, der Status- und
Manipulationsbildschirm in der Mitte und die Statuszeile am Fuß.
Ausgehend von dieser Grundstruktur ko¨nnen Entwurfsmustersprachen entwickelt werden, die
die Anordnung (das Layout) und Funktion einzelner Elemente beschreibt.
Eine U¨bersicht u¨ber die Sprache gibt Abbildung 4.25.
3Ich mo¨chte an dieser Stelle darauf hinweisen, daß ein Muster nicht eine Neuentwicklung darstellt, sondern
ga¨ngige Praxis beim Entwurf eines Systems dokumentiert. Vielleicht haben Sie beim Durchlesen gedacht
”
aber
das gibt es doch alles schon”. Dann haben Sie diese Muster schon in Ihrer Entwicklungspraxis kennengelernt.
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Abbildung 4.25: Eine Entwurfsmustersprache fu¨r das typische Layout von
Automatisierungssystem-Benutzungsschnittstellen





tion Movement Area” vorgestellt, wieder sehr kurz.
Entwurfsmuster Visualize Application
Piktogramme
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Kontext
Die Anordnung von Elementen in einem Automatisierungssystem erfolgt oft nach dem
”
Ac-
tions, Application, Status”-Muster. Es wird nun nach einer ada¨quaten Repra¨sentation der




Status Display”-Muster verwendet werden [Tid00].
Problembeschreibung
Normalerweise werden Benutzungsschnittstellen, z. B. von Fabrikanlagen, von Fachkra¨ften
bedient, die die Struktur der Anlage kennen und die im Fehlerfall auch dafu¨r verantwortlich
sind, Maßnahmen zu ergreifen.
Daher sollte die Benutzungsoberﬂa¨che den Zustand der Anlage so darstellen, daß die Darstel-
lung von Fehlerzusta¨nden eine sofortige Zuordnung zu der Problemstelle mo¨glich macht. Die
Benutzungsschnittstelle sollte den Anlagenzustand so darstellen, daß die no¨tige Information
gezeigt wird, ohne eine Bediener/in zu u¨berlasten und von ihr zu viel Aufmerksamkeit zu
fordern.
Beispiel
Eine Kla¨ranlage soll von einer Person gesteuert und u¨berwacht werden. [Fan99].
Lo¨sung
Stelle die Struktur der Anlage als Graphikteil des Musters
”
Actions, Application, Status”.
Benutze Abstraktionen, um die Struktur deutlich herauszuarbeiten, aber zeichne eine Graﬁk,
die von der Struktur her der echten Anlage a¨hnelt, z. B. einen Tank durch eine vereinfachte
Zeichnung eines Tanks. Zur Darstellung von Fehlerzusta¨nden ko¨nnen das
”
Normal operation -
disruptive operation”-Muster oder das
”










Abbildung 4.26: Diagramm fu¨r das Entwurfsmuster
”
Visualize Application”
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Actions, Application, Status”-Muster beschreibt verschiedene Teile einer Benutzungso-
berﬂa¨che und ihre ra¨umliche Anordnung. Das
”
Visualize Application”-Muster kann verwendet
werden, um den
”
Application”-Teil darzustellen. Eine Mo¨glichkeit der Abbildung der Anwen-
dungsstuktur ist das
”
Visualize Application Movement Area”-Muster.
Problembeschreibung
Ein Teil der Anwendung ist eine bewegliche Einheit, z. B. ein Roboter oder ein Fahrzeug. Nun
muß eine Visualisierung gefunden werden, die die aktuelle Position der beweglichen Einheit
wiedergibt und der Endbenutzer/in die Mo¨glichkeit gibt, mit der beweglichen Einheit zu
interagieren.
Beispiele
1. Ein Roboterarmmit einem Greifer ist auf einem Dreh-
tisch montiert und kann den Greifer innerhalb eines be-
stimmten Raums bewegen. Der Roboter kann sich um
270 Grad drehen und kann die Kreismitte nicht errei-
chen. Somit ergibt die Projektion des Raums auf den
Tisch als Bewegungsﬂa¨che einen Teil eines Kreises (ge-
nauer: durch ein Segment einer aus zwei Kreisen ge-
bildeten Teilscheibe). Die Bediener/in der Benutzungs-
schnittstelle soll durch die Darstellung einen groben
U¨berblick u¨ber die Greiferposition bekommen und soll
mit der Darstellung den Greifer an eine andere Position
bewegen ko¨nnen [SW00].
2. Ein Fahrzeug soll sich in einer rechteckigen Fla¨che
bewegen ko¨nnen. Die Endbenutzer/in soll die aktuelle
Position und Richtung, in der sich das Fahrzeug bewegt,
aus der Darstellung ablesen und diese Richtung interak-
tiv a¨ndern ko¨nnen, um das Fahrzeug zu steuern [CL00].
Lo¨sung
Zeichne die Bewegungsﬂa¨che als Fla¨che mit a¨hnlicher Form. Zeichne die bewegliche Einheit als
Piktogramm innerhalb der Fla¨che. Die Endbenutzer/in kann die bewegliche Einheit interaktiv
steuern, indem sie die Darstellung innerhalb der Fla¨che verschiebt.
Lo¨sungen fu¨r die Beispiele sind:
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zu 1. Zeichne die Bewegungsﬂa¨che des Roboters
als Teil eines Kreises (genauer: durch ein Segment
einer aus zwei Kreisen gebildeten Teilscheibe) und
den Greifer als Punkt innerhalb der Fla¨che. Der
Roboter kann gesteuert werden, indem der Punkt
auf dieser Fla¨che verschoben wird.
zu 2. Zeichne die Bewegungsﬂa¨che des Fahrzeugs
als Rechteck. Zeichne das Fahrzeug als Auto mit
Scheinwerfern, wobei das Licht, das die Schein-
werfer ausstrahlen, die Richtung angeben, in der
sich das Fahrzeug bewegt. Die Richtung des Fahr-
zeugs kann gea¨ndert werden, indem das Fahrzeug-
Piktogramm gedreht wird.
Diagramm
Move in an Area: Graphical Element








Abbildung 4.27: Diagramm fu¨r das Entwurfsmuster
”
Visualize Application Movement Area”
Formale versus informale Darstellung
In der HCI-Pattern Gemeinde gibt es eine rege Diskussion u¨ber den Aufbau von Musterbe-
schreibungen. Insbesondere bei der Beschreibung der Lo¨sung durch Diagramme stellt sich die
Frage, wie diese aussehen sollten. Die Schwierigkeit liegt darin, daß die Muster fu¨r Entwick-
ler/innen, Designer/innen und Endbenutzer/innen (zum Versta¨ndnis der Benutzungsschnitt-
stelle) versta¨ndlich sein sollen. In diesem Kapitel wurde die Lo¨sung in Form eines Klassen-
diagramms dargestellt. Wie in Abschnitt 2.2.6 beschrieben, wa¨re z. B. eine Darstellung einer
Fla¨che als Fla¨che anstatt einer Klasse
”
Fla¨che” intuitiv leichter zu verstehen, wu¨rde aber
weniger konstruktive Hinweise fu¨r eine Software-Entwickler/in geben.
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fu¨r Endbenutzer/innen” einfu¨hren. Ein elektronischer Katalog ko¨nnte die
Gesamtbeschreibung je nach Leser/in ﬁltern.





ler/innenmuster” unterschieden werden, was meines Erachtens keine gute Lo¨sung ist, da diese
Unterscheidung so nicht gegeben ist, z. B. wenn die Endbenutzer/innen auch Entwickler/innen
sind. Die Lo¨sung steht auch im Gegensatz zu der eigentlichen Absicht der Muster, Endbenut-
zer/innenbeteiligung bei der Entwicklung von Benutzungsschnittstellen zu fo¨rdern.
Werkzeugunterstu¨tzung fu¨r HCI-Entwurfsmuster
Ein umfassender Katalog von HCI-Entwurfsmustern aller Kategorien ko¨nnte eine wesentli-
che Unterstu¨tzung beim Entwurf von ergonomischen Benutzungsoberﬂa¨chen bieten, bzw. die
Einhaltung von Richtlinien garantieren. Da der in dieser Arbeit beschriebene Ansatz sich
wenig mit Richtlinien befaßt, sondern vielmehr den software-konstruktiven Teil der Entwick-
lung von Benutzungsschnittstellen unterstu¨tzt, ist nur ein Teil der Muster interessant. Fu¨r
die Integration in ein Werkzeug wie COMBO stellt sich insbesondere die Frage, wie HCI-
Entwurfsmuster visualisiert werden ko¨nnen und welche Interaktionsmo¨glichkeiten fu¨r die Ent-
wickler/in einer Benutzungsschnittstelle sinnvoll sind. Im folgenden wird dargestellt, welche
HCI-Entwurfsmuster in ein solches Werkzeug integriert werden ko¨nnen und die mo¨gliche Form
der Integration:
• Entwurfsmuster, die in einen Entwurfsmusterkatalog integriert werden
ko¨nnen (alle Kategorien)
Ein rechnergestu¨tzter Entwurfsmusterkatalog, wie er in Abschnitt 6.6 fu¨r Software
Engineering-Entwurfsmuster vorgestellt wird, ko¨nnte um HCI-Entwurfsmuster, die der
geforderten Beschreibung genu¨gen, erweitert werden. Dies triﬀt fu¨r Muster zu, die mit
der von Gamma et al. verwendeten Schablone dargestellt und mit entsprechender Pa-
rametrisierung im Entwurf implementiert werden ko¨nnen. Ein Beispiel ist das ACEE
Muster [Wu98], das im Zusammenhang mit der Entwicklung des Roboter-Beispiels aus
Abschnitt 2.2.6 von Wu gefunden wurde. Es beschreibt den Kontrollﬂuß interaktiver
technischer Anwendungen, die neben der Benutzungsschnittstelle eine oder mehrere
Schnittstellen zu einem unabha¨ngigen Aktor (z. B. dem Roboter) haben.
• Entwurfsmuster, die eine spezielle, anwendungsabha¨ngige Struktur der Be-
nutzungsoberﬂa¨che beschreiben (Kategorien Oberﬂa¨chengestaltung und Ge-
staltung der Interaktion mit der Endbenutzer/in)
Zu solchen Mustern geho¨ren die auf S. 92 beschriebenen Anordungs- oder Layoutmuster.
• Entwurfsmustersprachen, die eine besondere Visualisierung erlauben (alle
Kategorien)
Einige Muster, auch im konstruktiven Software Engineering-Bereich, lassen sich leichter
durch eine andere Visualisierung oder Interaktion erkla¨ren als durch Klassen- und In-
teraktionsdiagramme. Die Unterstu¨tzung solcher Muster kann dann mit Hilfe eines der
anderen Aspekte, z. B. mit einer Methode zur Speziﬁkation des Layouts, erfolgen. Ein
Beispiel sind die in Abschnitt 4.4.2.1 bereits vorgestellten Verhaltensmuster.
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Vorteile von HCI-Mustern
Das Wissen von vielen Disziplinen (kognitive Psychologie, Ergonomie, HCI, Software Engi-
neering, Anwendungsbereiche) kann in strukturierter Form abgelegt und wieder aufgerufen
werden.
4.4.3 Komponenten
Ein wesentliches Merkmal von komponentenbasiertem Software-Entwurf ist das
”
Program-
mieren durch Zusammenstecken”. Komponenten sind konzeptionell Programmteile, die un-
abha¨ngig von anderen Programmteilen funktionieren.
Diese erste Beschreibung von Komponententechnologie wird in der Literatur unterschiedlich
interpretiert, indem Komponenten entweder als programmiersprachliche Kapselung oder als
Module aus Bina¨rcode angesehen werden:
Komponentendeﬁnitionen
Nach Booch et al. ist eine Komponente
”
ein physischer und ersetzbarer Teil eines Systems,
das einer Schnittstellenbeschreibung entspricht und diese realisiert”. In einem System ﬁnden
sich verschiedene Arten von Komponenten, wie z. B. COM+ Komponenten, Java Beans oder
auch Programmtextdateien als Produkte aus Entwurfsprozessen. Eine Komponente ist eine
”
physische Kapselung von logischen Elementen wie z. B. Klassen, (Java-)Interfaces und Kol-
laborationen” [BRJ97]. Szyperski deﬁniert folgende Eigenschaften von Komponenten: Eine
Komponente kann unabha¨ngig ausgeliefert werden, (zur Laufzeit) durch Dritte zusammenge-
setzt werden und hat keinen persistenten Zustand [Szy99].
Programmierumgebungen, die Komponententechnologie unterstu¨tzen, deﬁnieren weitere Ei-
genschaften, die das Zusammenstecken der Komponenten ermo¨glichen. Beispielsweise mu¨ssen
Java Beans auf Anfrage Informationen u¨ber sich selbst geben ko¨nnen, z. B. u¨ber ihren Namen
und ihr Verhalten (was introspection und reﬂection genannt wird), außerdem muß ihr Zu-
stand persistent gespeichert und wiederhergestellt werden ko¨nnen. Eine weitere Anforderung
ist, daß ein Java Bean vollsta¨ndig in Java (nach der Java Speziﬁkation) implementiert wird,
was die Unabha¨ngigkeit garantieren soll.
Stritzinger deﬁniert eine Komponente abstrakter als
”
benanntes Objekt, das einen gekapselten
Zustand speichert und dessen Abfrage und Manipulation durch o¨ﬀentliche Aktionen mit exakt
deﬁnierbarer Schnittstelle erlaubt” [Str97], wobei der Unterschied zu der Deﬁnition eines
Objekts nicht mehr deutlich ist.
Nach jeder der Deﬁnitionen ist eine Komponente eine Kapselung von Funktion, die u¨ber eine
fest deﬁnierte Schnittstelle aktiviert werden kann und die Funktionen anderer Komponen-
ten aktivieren kann. Ein Schnittstellenteil, mit dem eine Funktion der Komponente aktiviert
wird, wird in dieser Arbeit Eingang genannt, ein Schnittstellenteil, der andere Komponenten
aktiviert, wird Ausgang genannt.
Zusammensetzen und Kommunikation von Komponenten
Komponenten existieren nicht nur unabha¨ngig voneinander, sondern sie ko¨nnen auch zu An-
wendungen zusammengesetzt werden. Zur Entwicklungszeit werden die Komponenten zusam-
mengesteckt (was Kopplung genannt wird), und zur Laufzeit kommunizieren die Komponenten
4.4 Wiederverwendung durch Anwendungsrahmen, Entwurfsmuster, Komponenten 99
miteinander, um das gewu¨nschte Verhalten der Anwendung zu liefern (was Kollaboration ge-
nannt wird). Die Infrastruktur eines Systems, die das Zusammenstecken von Komponenten
ermo¨glicht, wird Komponentenbaukasten, (engl. component framework), genannt.
Es werden verschiedene Kopplungs- und Kollaborationsarten unterschieden (nach [Str97]):
Kopplungsart Implementierung Kommunikation u¨ber
Direkte Kopplung Komponente wird u¨ber Variable der
Auspra¨gung referenziert
einfache Mitteilungen
Indirekte Kopplung Zusammenstecken u¨ber Adapter zusammengesetzte Mitteilun-




Adapter kann Auftra¨ge umformulie-









Kopplung zur Laufzeit erst durch die Art der Mitteilung be-
stimmt sich das Empfa¨ngerobjekt
zusammengesetzte Mitteilun-
gen






direkte Kopplung Zur Laufzeit muß jeder Kommunikationskanal
festgelegt sein, und die Komponenten mu¨ssen
die Form der Mitteilungen kennen
Standardisierte
Kollaboration
Protokollanpassung Kommunikationskanal ist festgelegt, Form der
Mitteilungen wird vom Adapter umgesetzt
Dynamische Kol-
laboration
Kopplung zur Laufzeit Namen der Mitteilungen werden erst zur Lauf-
zeit festgelegt
Tabelle 4.1: Kopplungsarten von Komponenten
In Entwicklungsumgebungen, die die Komponententechnologie unterstu¨tzen, wird in der Regel
ein Ereignismechanismus, wie in Abschnitt 4.3.2 beschrieben, anstelle der Mitteilungen in der
vorgestellten Klassiﬁkation verwendet.
Das in dieser Arbeit verwendete Komponentenmodell
Komponenten ko¨nnen ganze Anwendungen sein, z. B. eine Tabellenkalkulation oder auch Tei-
le davon. Fu¨r diese Arbeit sind Komponenten interessant, aus denen Benutzungsschnittstellen
zusammengesetzt werden ko¨nnen. Beim Entwurf von Benutzungsschnittstellen werden Kom-
ponenten klassiﬁziert in sichtbare Komponenten und nicht-sichtbare Komponenten; sichtbare
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Komponenten sind oder enthalten Benutzungsoberﬂa¨chen-Elemente. Fu¨r das Komponenten-
modell an sich ist diese Unterscheidung bedeutungslos, fu¨r den Entwurf visueller Methoden
zum Zusammensetzen von Komponenten ist die Unterscheidung aber wichtig.
In Kapitel 6 werden solche Methoden vorgestellt. Sie beruhen auf dem in dieser Arbeit
benutzten Komponentenmodell:
Abstraktion von Funktion (als Zusammenspiel mehrerer Elemente) mit deﬁnierten
Ein- und Ausga¨ngen, die u¨ber Mitteilungen oder Ereignisse mit anderen Kompo-
nenten kommunizieren ko¨nnen.
4.5 Probleme bei der Integration von visuellen
Ansa¨tzen
Viele Werkzeuge zur Entwicklung von Benutzungsschnittstellen enthalten auch visuelle
Ansa¨tze zur Speziﬁkation.
Systeme zur visuellen Programmierung wurden in der Literatur vielfach ausfu¨hrlich diskutiert,
z. B. in [BB94, BGL96, Mye90, Shu88, IJK90, Gli90b, Gli90a, Pos96, Sch97a]. Eine Darstel-
lung aller Systeme, mit denen auch Benutzungsschnittstellen generiert werden ko¨nnen, wu¨rde
den Rahmen dieser Arbeit sprengen. Einige Werkzeuge werden im Zusammenhang mit den
entsprechenden Methoden kurz vorgestellt.
Im Rahmen dieser Arbeit sind neben den Werkzeugen aus den Anwendungsbereichen auch
die objektorientierten Programmierumgebungen von besonderer Bedeutung, da die meisten
Systeme einschließlich der Benutzungsschnittstellen mit ihnen erstellt werden.
Einige dieser Werkzeuge bieten auch visuelle Methoden an. Es ist daher interessant zu erfah-
ren,
• ob sie Unterstu¨tzung durch visuelle Ansa¨tze fu¨r die Mechanismen bieten, die in Ab-
schnitt 4.3 vorgestellt wurden,
• ob die in Abschnitt 4.4 vorgestellten Software Engineering Methoden visualisiert sind,
• ob sie eher auf Manipulation von anwendungsspeziﬁschen Elementen oder auf Darstel-
lungen von Mechanismen und Struktur basieren und
• wie diese visuellen Ansa¨tze angenommen werden.
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In diesem Abschnitt werden daher zuna¨chst einige bekannte visuelle Ansa¨tze in Programmier-
umgebungen (fu¨r Smalltalk und Java) vorgestellt. Weiterhin werden einige Schwierigkeiten
verdeutlicht, die durch das Programmieren auf den in Abschnitt 4.3 vorgestellten unterschied-
lichen Ebenen des Programmierens entstehen:
• Ebene des aufgabenorientierten visuellen Programmierens (Ebene 3)
• Ebene der visuellen Darstellung von Programmier- und Bibliotheksmechanismen und
-strukturen (Ebene 2)
• Ebene der textuellen Darstellung von Programmier- und Bibliotheksmechanismen (Ebe-
ne 1)
• Programmiersprachenebene (Ebene 0)
Die visuelle Umsetzung
• des Verhaltens durch Mitteilungen (d. h. Methodenaufrufe) und
• des MVC-Musters bilden den Schwerpunkt der Betrachtung und
• der Ereignisbehandlung der Software-Komponenten.
Fu¨r die Speziﬁkation von Benutzungsschnittstellen wa¨re es gut, gerade auch im Hinblick auf
Komponententechnologie, wenn Model-, View- und Controllerobjekte einfach
”
ineinander-
gesteckt” werden ko¨nnten. Leider ist das nicht so einfach, denn jede Implementierung hat
andere zusa¨tzliche Objekte, die beru¨cksichtigt werden mu¨ssen: Adapter, Event Source- und
Event Listener-Interfaces, Application Model, Wrapper ..... sorgen fu¨r konzeptuelle Modelle,
die mit der einfachen Vorstellung von MVC wenig gemein haben.
Im Prinzip versuchen die Werkzeuge zu verhindern, daß sich Programmierende mit den Interna
auseinandersetzen mu¨ssen, aber, praktisch gesehen, werden diese Interna beno¨tigt, um Benut-
zungsschnittstellen zu erzeugen (sofern es sich nicht um Standard-Benutzungsschnittstellen
handelt).
Zur Verdeutlichung wird auch hier ein Beispiel gegeben. Da die Entwicklungsumgebungen
keine Tank-Widgets zur Modellierung des Tankbeispiels anbieten, wird als Beispiel die Ver-
waltung einer Liste von Namen verwendet. Listenwidgets, Eingabefelder und Kno¨pfe, sowie
Listen-Klassen bieten alle Entwicklungsumgebungen an.
Die Akzeptanz der visuellen Ansa¨tze wurde in einer Studie untersucht, die anschließend vor-
gestellt wird (Abschnitt 4.5.2).
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4.5.1 Visuelle Ansa¨tze in Entwicklungsumgebungen fu¨r Smalltalk
und Java
Anhand der folgenden Beispiel-Entwicklungsumgebungen wird gezeigt, daß keine der bekann-
ten Umgebungen dazu beitra¨gt, die genannten Programmierebenen konzeptuell fu¨r die Ent-
wickler/in klar voneinander abzugrenzen.
Wichtiger ist jedoch, daß sie auch keine Hilfen geben, konzeptuell zwischen den verschiede-
nen Ebenen zu wechseln. Dieser Nachteil wird durch die daran anschließende Untersuchung
besta¨tigt.
In Kapitel 5 wird das Aspektmodell vorgestellt, das die klare Abgrenzung und das Wechseln
zwischen den Ebenen ermo¨glicht.
VisualWorks
VisualWorks entha¨lt keine visuelle Programmiersprache fu¨r Benutzungsschnittstellen im enge-
ren Sinne, sondern direktmanipulative Benutzungsschnittstellen-Entwurfswerkzeuge, die Pro-
grammtext fu¨r Benutzungsschnittstellen generieren.
Das Kernelement ist das UIBuilder-Werkzeug, ein Anordnungswerkzeug. Um eine Benut-
zungsschnittstelle vollsta¨ndig zu erstellen, wird
• die Oberﬂa¨che mit dem Interface Builder erstellt (Ebene 3),
• die Anbindung erfolgt durch den sog. Aspekt-Mechanismus (aspect mechanism),
• eine Auspra¨gung des Entwurfsmusters
”
Adapter” (textuelle Programmierung auf Ebene
1),
• die Anbindung zur Anwendung muß ausprogrammiert werden (Ebene 0), siehe Abbil-
dung 4.28.





Hier muß man wissen, daß userNameHolder ein 
ValueHolder ist und wie man seine Werte
nur zu wissen, daß
ein Attribut des 
Ebene2
Ebene1
Abbildung 4.28: Programmierebenen bei Benutzung des Anordnungswerkzeugs
von VisualWorks zur Programmierung einer Liste
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PARTS fu¨r Java
In PARTS liegt der Schwerpunkt, wie schon aus dem Namen ersichtlich, auf der Entwicklung
von Programmteilen, also im wesentlichen auf Komponenten, die Parts genannt werden. Statt
dem in Abschnitt 4.4.3 beschriebenen Komponentenmodell benutzt PARTS das Java Beans-
Modell, bei dem jede Komponente genau eine Klasse entha¨lt und auf alle Methoden der Klasse
zugegriﬀen werden kann.
Wie beschrieben gibt es auch hier sichtbare und nicht sichtbare Komponenten. Im Beispiel soll
eine Liste mit Namen erstellt werden, die in einem Listenobjekt als Modell gespeichert sein
soll. Der Name wird in ein Namensfeld eingegeben. Nach dem Editieren soll der Text in das
Listen-Part eingefu¨gt werden, und die gesamte Liste soll durch ein Listenwidget dargestellt
werden, siehe Abbildung 4.29.
Abbildung 4.29: Programmierung einer Liste mit der PARTS-Technologie
in PARTS fu¨r Java
Die Verknu¨pfung der Funktionalita¨t zweier Parts wird durch Linien dargestellt. Im Beispiel ist
zu sehen, daß von dem Ok-Button eine Linie zum Rahmen des Fensters geht. Die Verbindung
wird dann aktiv, wenn das Ereignis ActionPerformed(ActionEvent) stattﬁndet, und es lo¨st
die Nachricht dispose() aus, d. h. bei Dru¨cken des Knopfes wird das Fenster geschlossen.
Die Linien beschreiben das Auftreten von und die Reaktion auf Ereignisse.
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In einem Entwurfssystem, das sowohl die Ereignisse als auch die Mitteilun-
gen/Methodenaufrufe sichtbar macht, mu¨ssen, um die Bedeutung einer solchen Linie
zu deﬁnieren, mehrere grundlegende Entscheidungen getroﬀen werden: Handelt es sich
um gerichtete Nachrichten? Entsprechen die Nachrichten den tatsa¨chlichen Methoden der
dahinter liegenden Objekte? Werden alle Methoden dargestellt, auch die geerbten? Woher
weiß man, welche Methoden nun fu¨r den augenblicklichen Kontext wichtig sind? Oder handelt
es sich um das Auslo¨sen von Ereignissen? Welche Argumente bekommt das Ereignis?
Die Bedeutung von Verbindungen ist entscheidend fu¨r die U¨bereinstimmung mit dem konzep-
tuellen Modell der Entwickler/in. Wenn die Verbindung eine
”
abstrakte” Verbindung darstellt
(zur Lo¨sung einer Aufgabe der Benutzungsschnittstellen-Entwicklung), dann wird ein Modell
auf der aufgabenorientierten Ebene (Ebene 3) angesprochen (dies ist z. B. bei JavaStudio,
siehe Abschnitt 4.5.1, der Fall). Wenn die Verbindung einen konkreten Nachrichtenkanal bzw.
den Aufruf einer Methode des programmiersprachlichen Objekts bedeutet, dann wird ein
konzeptuelles Modell auf der Ebene der Mechanismen und Struktur (Ebene2) angesprochen.
Eine aufgabenorientierte Darstellung (auf Ebene 3) ist solange sinnvoll, wie weder neue Metho-
den geschrieben werden mu¨ssen noch Anbindungen an bestehende Anwendungen stattﬁnden
mu¨ssen. Wenn die Entwickler/innen aufgabenorientiert (auf Ebene 3) programmieren mu¨ssen,
um die Benutzungsschnittstelle vollsta¨ndig zu deﬁnieren oder neue Parts zu deﬁnieren, sollte
die Bedeutung so gewa¨hlt sein, daß ein U¨bergang zur Darstellung von Struktur und Mecha-
nismen (Ebene 2) einfacher wird. Dies geschieht durch eine Sicht auf die textuelle Deﬁnition
durch weitere graphische Sichten auf die gerade in der Entwicklung beﬁndliche Anwendung.
Alleine das Fenster (der a¨ußere Rahmen), in dem das Listenbeispiel dargestellt wird, hat ca. 50
Methoden. Da PARTS beim Ziehen einer Linie alle Methoden anzeigt (also ein textueller Blick
auf die Struktur (Ebene 1) oder die Basismechanismen (Ebene 0)), aber ohne Erla¨uterung u¨ber
die Funktionsweise der Methode, dauert es ziemlich lange, zu entscheiden, welche Methode die
angemessene ist (außer die Entwickler/in weiß schon, welche sie braucht). Die Entscheidung
erfolgt also auf Ebene 1 bzw. 0.
Als Modell wird ein Listenobjekt (z. B. eine OrderedCollection) verwendet, PARTS bietet
z. B. einen Vector-Part an. Eine Durchsicht der Palette ergibt, daß hier eigentlich nur Ebene
3-Objekte vorhanden sind. Leider sind nicht alle Klassen der Klassenbibliothek auf der Palette
vorhanden. Es kommt zu einer Vermischung von Ebene 3 und Ebene 2, die es schwer macht,
mit dem Werkzeug umzugehen.
VisualAge
VisualAge fu¨r Smalltalk verwendet die Document View Architektur (siehe Abschnitt 4.2).
Zur Anbindung der graphischen Benutzungsschnittstellen-Elemente an die Anwendung be-
nutzt VisualAge die PARTS-Technologie, d. h. es gibt eine Arbeitsﬂa¨che, auf der sichtbare
(Widgets) und auf der Oberﬂa¨che nicht sichtbare Objekte, also Datenobjekte angeordnet
werden ko¨nnen, siehe Abbildung 4.30 .






Abbildung 4.30: Benutzung der PARTS-Technologie zur Programmierung einer Liste
im Werkzeug VisualAge. Die Zahlen bestimmen die Reihenfolge, in der die Linien gezogen
werden.
Anstatt jedoch wie bei PARTS fu¨r Java nur eine Liste von Methoden als Reaktion auf ein
Ereignis anzubieten, werden die Eigenschaften von Objekten aufgeteilt in Attribute und Me-
thoden (genannt Aktionen), sowie mo¨gliche Ereignisse aufgelistet. Zusa¨tzlich gibt es noch die
Mo¨glichkeit, eigene Methoden als sogenannte Skripte zu schreiben. Daher ko¨nnen die Pfeile
nun eine von vier Arten von Verbindungen ausdru¨cken: Attribute-to-Attribute, Event-to-
Action, Event-to-Script und Attribute-to-Script. Daru¨berhinaus verbinden solche Pfeile nicht
nur zwei Objekte, sondern gegebenenfalls mehrere Objekte. Beispielsweise wird folgender
Sachverhalt in dem obigen Beispiel ausgedru¨ckt: Beim Dru¨cken des Knopfes
”
Neuer Name”
wird ein neues Element in die Liste (der Klasse OrderedCollection) eingetragen (1). Der
Eintrag ist eine Zeichenreihe, die der aktuelle Wert des Textfelds Name ist (3), d. h. der Pa-
rameter wird aus der Verbindung 3 hinzugefu¨gt. Der Index, der die Stelle angibt, an der das
Element eingefu¨gt werden soll, bestimmt sich aus dem aktuellen Index des Listenelements (2).
Verbindung (4) aktualisiert das aktuelle Listenelement. Das Beispiel ist ziemlich unrealistisch,
und nur konstruiert, um zu zeigen, wie ein Modell benutzt werden kann.
Weder mit PARTS noch mit VisualAge kann das Tankbeispiel visuell programmiert werden
JavaStudio
JavaStudio ist ein ausschließlich (bis auf Markierungen) visuelles Programmierwerkzeug: Es
gibt eine Anordnungs-Ebene (genannt Layout) und eine Datenﬂußebene (Design genannt),
auf der die Komponenten miteinander verbunden werden ko¨nnen. Die Ein- und Ausga¨nge
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sind dabei abstrakter als bei den PARTS-basierten Entwurfswerkzeugen, also nicht eine 1:1-
Umsetzung der verfu¨gbaren Methoden. Bei diesem Werkzeug wird nicht mehr auf der Ebene







Abbildung 4.31: Programmieren einer Liste mit JavaStudio
Das Beispiel ist wieder eine Liste mit Namen. Da es bei der Auslieferung wenige nichtvisuelle
Komponenten gibt, habe ich als
”
Modell” eine Konstante eingefu¨gt, die bei Druck auf den
Knopf 789 die Zahl 789 in die Liste schreibt. Die Datenﬂußdarstellung in leichter Anlehnung
an Schaltpla¨ne hat den Nachteil, daß man sta¨ndig solche Komponenten wie Verteiler einfu¨gen
muß, da z. B. ein Datum wie der momentan selektierte Index der Liste nur einmal aus der
Liste herausgegeben wird, und zwar u¨ber denselben Port wie auch der Text der Liste. Im
Prinzip sind nur Aktionen der Elemente zuga¨nglich und nicht Attribute.
4.5.2 Untersuchung 3: Einsatz visueller Speziﬁkationsmethoden in
visuellen Entwicklungsumgebungen fu¨r Smalltalk und Java
Wie die obigen Beispiele zeigen, ist visuelle Programmierung den Komponenten- und Er-
eignismodellen moderner Entwicklungsumgebungen fu¨r Java und Smalltalk angemessen. Sie
wird aber nicht voll ausgenutzt, weil die visuelle Programmierung aufgabenorientierte (Ebene
3) und strukturorientierte (Ebene 2) Ebenen vermischt und die Entwickler/in zusa¨tzlich die
textuellen Basismechanismen (Ebene 0) und ho¨herwertige Strukturen (Ebene 1) kennen muß.
These der Untersuchung
Fu¨r die verschiedenen Benutzer/innengruppen wurden folgende Thesen aufgestellt:
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a) Anfa¨nger/innen und Endbenutzer/innen verstehen die visuelle aufgabenorientierte
Programmierung (auf Ebene 3) relativ leicht und verwenden sie auch, sind aber ver-
wirrt, wenn es um die Anbindung an die Anwendung (Ebene 2) sowie Programmierung
von Mechanismen auf Ebene 1 oder 0 geht, da diese im konzeptuellen Modell der Vi-
sualisierung auf der Strukturebene (Ebene 2) nicht enthalten sind.
b) Erfahrene Programmierer/innen haben die textuelle Programmierung auf den Ebe-
nen 0 und 1 durchschaut und wollen nicht zusa¨tzlich ein anderes konzeptuelles Modell
bei der visuellen Programmierung (Ebenen 3 und 2) verwenden, da dieses zu umsta¨nd-
lich wird.
Schwerpunkte der Studie
Ziel der Studie war es, herauszuﬁnden, wie die visuellen Ansa¨tze in ausgewa¨hlten Program-
mierumgebungen von den verschiedenen Entwickler/innengruppen akzeptiert werden. Dabei
wurden sowohl die sog. Endbenutzer/innen (d. h. Personen, die wenig oder gar nicht pro-
grammieren ko¨nnen, teilweise z. B. Ingenieur/innen [SS96]) als auch Programmierer/innen
einbezogen. Neben der Angabe, wie oft die Ansa¨tze verwendet werden, wurden auch subjek-
tive Bewertungen der Nu¨tzlichkeit sowie die Bewertung anhand der kognitiven Dimensionen
([GP96], siehe Abschnitt 2.2) erfragt.
Die Studie
Evaluationsmethode
In [Kit96] stellt Kitchenham neun Evaluationsmethoden von Software Engineering-
Werkzeugen vor. Zwei Methoden sind zur U¨berpru¨fung solcher Umgebungen besonders ge-
eignet: Ein kontrolliertes Experiment mit einer konkreten Aufgabe (wie das Experiment in
Abschnitt 2.2.6) oder eine Umfrage.
Ein kontrolliertes Experiment wa¨re aus drei Gru¨nden zu aufwendig gewesen:
• Um eine aussagekra¨ftige Bewertung zu bekommen, ha¨tten alle acht Werkzeuge von
mindestens je drei Anfa¨nger/innen bzw. Fortgeschrittenen evaluiert werden mu¨ssen;
um statistisch relevante Ergebnisse zu bekommen, von noch mehr als einer Person.
Daru¨berhinaus ha¨tte die konkrete Aufgabe einen Programmieraufwand von ein- bis
mehreren Tagen fu¨r die Versuchspersonen bedeutet. Ein solches Experiment ist unter
den gegebenen Bedingungen, ohne Beobachtungshilfsmittel wie u¨berwachbare Computer
und Videokameras, nicht durchfu¨hrbar.
• Die u¨blichen Versuchspersonen an einer Universita¨t fallen fast alle in die Kategorie
Anfa¨nger/innen. Erfahrene Versuchspersonen ha¨tten aus der Industrie angeworben wer-
den mu¨ssen.
• Der Zeitaufwand ist fu¨r Versuchspersonen unangemessen hoch.
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Daher wurde die Umfrage als Evaluationsmethode gewa¨hlt und durch einen Internet-
Fragebogen realisiert. Nach [HGCM87] wird unterschieden in Studien, bei denen zuerst Infor-
mationen gesammelt werden, anhand derer eine Posititiv- oder Negativhypothese (z. B. u¨ber
die Akzeptanz) aufgestellt wird, und Tests, bei denen zuerst die Hypothese aufgestellt wird,
und dann Informationen gesammelt werden, die die Hypothese stu¨tzen oder verwerfen. Nach
dieser Unterscheidung ist die Umfrage als Test einzuordnen.
Die Teilnehmer/innen konnten eine4 beliebige
”
visuelle” Programmierumgebung fu¨r Small-
talk oder Java evaluieren, insgesamt waren es acht verschiedene Umgebungen mit visuellen
Speziﬁkationsmethoden und zusa¨tzlich zwei weitere, die jedoch auf C/C++ und PASCAL
basierten.
Der Fragebogen bestand aus drei Teilen:
Teil I: Fragen zur Person, zur Umgebung und zu der Erfahrung mit dem Werkzeug
Teil II: Fragen u¨ber die visuellen Ansa¨tze und zwar
• Subjektive Bewertung
• Wissen u¨ber Programmiermechanismen und Ereignisbehandlung
• Bewertung anhand der kognitiven Dimensionen
Teil III Fragen zur Bewertung des Bogens
Das Ausfu¨llen des Fragebogens hat zwischen einer und zwei Stunden gedauert; der volle
Fragebogen ist in Anhang B abgedruckt.
Variablen
Folgende Variablen und ihre Messung wurden identiﬁziert, um die These zu veriﬁzieren oder
falsiﬁzieren:
• Benutzungsintensita¨t der visuellen Ansa¨tze (subjektive Bewertung).
• Zufriedenheit mit den visuellen Speziﬁkationsmethoden der Programmier-
umgebungen (subjektive Bewertung auf einer Skala von 0 (schlecht ) bis 6 (sehr gut)).
• Benutzungsfreundlichkeit der einzelnen kognitiven Dimensionen der visuel-
len Ansa¨tze gemessen an der subjektiven Einscha¨tzung der kognitiven Dimensionen
(Bewertung jeweils auf einer Skala von 0 (schlecht ) bis 10 (sehr gut)).
• Der Grad der U¨bereinstimmung von konzeptuellem Modell der Benutzungs-
schnittstelle bei visueller bzw. textueller Repra¨sentation wird eingescha¨tzt an-
hand des Versta¨ndnisses von Ereignis- und Programmiermodell (siehe Frage 6 in Anhang
B). Wenn die Versuchspersonen nicht das Ereignismodell in der visuellen bzw. textu-
ellen Repra¨sentation beschreiben konnten, oder diese Beschreibungen unterschiedlich
ausﬁelen, wurde von einer Abweichung der konzeptuellen Modelle ausgegangen.
4Die Psychologie nennt dieses Verfahren
”
within-subject” im Gegensatz zu den
”
between-subject”-
Verfahren, bei denen jede Person zu jedem Werkzeug eine Aussage machen muß.
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Ergebnisse der Studie:
1. Allgemeine Daten







Tabelle 4.2: Beschreibung der Testpersonen
2. Welche Programmierumgebungen und Sprachen wurden verwendet?





Tabelle 4.3: Die in den Programmierumgebungen verwendeten Programmiersprachen
Die visuelle Sprache/Methode, die am ha¨uﬁgsten in den Werkzeugen verwendet wurde, war
neben dem Anordnungsprinzip (z. B. die sog. interface builder) die PARTS-Technologie. Nur
eine einzige Methode arbeitet voll visuell, na¨mlich JavaStudio.
Aus der Datenmenge, verteilt auf 10 verschiedene Werkzeuge, konnten keine statistisch rele-
vanten Schlu¨sse gezogen werden, sondern nur Tendenzen sichtbar gemacht werden. Interes-
sante Ergebnisse ergaben sich aus Widerspru¨chen bei der Beantwortung verschiedener Fragen,
sowie aus den Kommentaren, die die Teilnehmer/innen den Fragebo¨gen beifu¨gten.
3. Benutzung der visuellen Ansa¨tze
Zur Messung, in welchem Umfang die visuellen Ansa¨tze genutzt wurden, dienten die Fragen
nach der Erfahrung mit demWerkzeug und nach dem Anteil der visuellen Programmierung am
Gesamtaufwand der Benutzungsschnittstelle. Es ließen sich jedoch keine Zusammenha¨nge zwi-
schen der Benutzungsintensita¨t und der Art der Benutzungsschnittstelle oder der Erfahrung
mit dem Werkzeug feststellen. Tendenziell werden Werkzeuge, die mehrere visuelle Ansa¨tze
anbieten (z. B. die die PARTS-Technologie benutzen), zu einem ho¨heren Prozentsatz visu-
ell programmiert als Werkzeuge, die beispielsweise nur ein Anordnungswerkzeug (z. B. einen
interface builder) anbieten. Tabelle 4.4 stellt die Zusammenha¨nge dar:












































Baumeditor 5 60 % Squeak
Appletts fu¨r Lehrzwecke 7 95 % JavaWorkshop
Programmierwerkzeuge 7 20 % PARTS fu¨r Smalltalk
Bu¨roanwendungen
Beispielprogramme nach Tutorial 4 100% JavaStudio
Keine Angabe 5 - JavaWorkshop
Beispielappletts 7 60 % ”
Keine Angabe 5 - ”
Analyse von Umfragedaten 7 40 % ”
Keine Angabe 5 20 % VisualAge Java
Keine Angabe 7 95 % ”
Verwaltungs-Software 6 50 % ”
Dateneingabe 5 90 % VisualAge Smalltalk
Marketing- und Vertriebssystem 6 80 % ”
Kundendaten-Verwaltung 7 90 % ”
Datenbank-Anwendungen fu¨r Marketing 7 50 % ”
Callcenter 6 20 % ”
Tabellenkalkulation 5 70 % VisualWorks
Konzernbilanz 6 30 % ”
Textverarbeitung 3 100 % VisualAge C++
Keine Angabe 7 - Kawa
Dokumentverwaltung 6 10 % VisualCafe
Keine Angabe 6 - Sniﬀ
Kostenstellenrechnung 7 20 % VisualBasic
Datenbankoberﬂa¨che, verteilte Anwendungen 7 60 % Delphi
Technische Benutzungsschnittstellen
Robotersteuerungsoberﬂa¨che 3 30 % Visual Works
Oberﬂa¨che fu¨r einen Fuzzy-Regler 6 80 % ”
Touch-Screen-Anwendung - 100 % Nowait
Kommunikationssoftware fu¨r das Internet 7 0 % VisualAge Java, C++
Tabelle 4.4: Zusammenhang zwischen Werkzeugen und Anwendungen
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4. Subjektive Bewertung der Nu¨tzlichkeit der visuellen Ansa¨tze, Zufriedenheit
Die Bewertung der visuellen Sprachen/Methoden erfolgte zweistuﬁg. Zuna¨chst wurde gekla¨rt,
welche visuellen Sprachen/Methoden die Entwicklungsumgebung anbietet, und es wurde um
eine subjektive Bewertung gebeten. Im zweiten Teil wurde nach einer Einscha¨tzung anhand
verschiedener Kriterien auf Grundlage der kognitiven Dimensionen gefragt. Die folgenden
Tabellen geben Durchschnittsnoten u¨ber alle Teilnehmer/innen an.
In Frage 4 wurde gefragt: Welche Mo¨glichkeiten der
”
visuellen Programmierung” fu¨r Benut-
zungsoberﬂa¨chen bietet die Entwicklungsumgebung? Wie hilfreich sind sie?




Visuelle Darstellung der Klassenhierarchie 2,53
Komponentenpalette 2,92
Visuelle Darstellung der Verbindung zur Anwendung 2,58
Visuelle Programmiersprache 1,56
Andere -
Tabelle 4.5: Durchschnitt der Bewertung der visuellen Speziﬁkationsmethoden
Die Durchschnittswerte fu¨r die einzelnen Werkzeuge sind in der folgenden Tabelle 4.6 darge-






































































a Interface Builder 3,5 3 3 2 2 8 6 5 10 1 -
b graph. Darst. der 5 2 - 1 5 - 4,3 - 9 1 -
Klassenhierarchie
c Komponenten- 6,6 2 - 2 5 9 5,5 5 10 - 1
palette
d graph. Darst. der
Abha¨ngigkeiten 7 5 - 3 5 2 3,5 5 8 1 1
zw. Komponenten
e visuelle Pro- - 1 - 3 - - 5 - 8 3 -
grammiersprache
f andere - - - - - - - - - - -
Tabelle 4.6: Durchschnitt der Bewertung der visuellen Speziﬁkationsmethoden fu¨r
die einzelnen Werkzeuge
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Bei der Auswertung ﬁelen die folgenden Punkte besonders auf:
• Unter Punkt d wird nach der graphischen Darstellung der Abha¨ngigkeit zwischen Ele-
menten der Benutzungsoberﬂa¨che bzw. der Anwendung gefragt. Diese Frage wurde nicht
einheitlich beantwortet, denn teilweise wurden solche Abha¨ngigkeiten unter dem Punkt
e (visuelle Programmiersprache) bewertet, zum Teil unter diesem Punkt (Punkt d.)
beantwortet (das ließ sich aus den Kommentaren schließen).
• Die PARTS-Technologie wird in den verschiedenen Entwicklungsumgebungen (PARTS
fu¨r Java, VisualAge) unterschiedlich bewertet. Dafu¨r sind zwei Erkla¨rungen mo¨glich:
Entweder handelt es sich um individuelle Unterschiede in den kognitiven Vorlie-
ben/Fa¨higkeiten der Entwickler/innen, die sich aufgrund der geringen Zahl der Ant-
worten signiﬁkant auswirken, oder die Unterstu¨tzung der PARTS-Technologie ist in den
Umgebungen unterschiedlich gut. Welche Interpretation zutreﬀend ist, kann hier nicht
entschieden werden.
• Die Bewertung der visuellen Sprachen/Methoden ist nicht enthusiastisch, d. h. die Noten
liegen teilweise recht niedrig.
Die Frage 7 bescha¨ftigt sich mit der gleichen Variablen (Zufriedenheit), jedoch mehr unter
dem Aspekt der Benutzungsfreundlichkeit der einzelnen visuellen Ansa¨tze anhand der kog-
nitiven Dimensionen. Im Gegensatz zur vorhergehenden Frage wird hier nicht global nach
der Nu¨tzlichkeit der visuellen Sprachen/Methoden gefragt, sondern die einzelnen Eigenschaf-
ten der visuellen Sprache, sowie die Unterstu¨tzung einzelner Aspekte des Software-Entwurfs,
bewertet. Hier sind die Ergebnisse diﬀerenzierter, aber deutlich positiver.
Eine mo¨gliche Interpretation ist, daß die Unzufriedenheit nicht an der Qualita¨t oder Handhab-
barkeit der einzelnen Methoden liegt, sondern an einem anderen Faktor (nach der Hypothese
der fehlenden U¨bereinstimmung der konzeptuellen Modelle auf den verschiedenen Ebenen).
Bei der Vorbereitung des Fragebogens konnte nicht davon ausgegangen werden, daß jede
Teilnehmer/in den kognitiven Rahmen fu¨r visuelle Programmiersprachen nach Green und
Petre kennt, daher wurden die Fragen so gestellt, daß die Dimension deutlich wurde. z. B.
wurde folgendermaßen nach den mentalen Anforderungen und daran anschließend nach der
Nu¨tzlichkeit fu¨r die einzelnen Aspekte der Benutzungsschnittstelle gefragt:
Frage 7 b: Angenommen, Sie wu¨rden eine Schulung fu¨r Programmieranfa¨nger/innen, die
aber Experten eines Anwendungsgebiets sind, zur Einfu¨hrung in die Entwicklungsumgebung
halten.
1.Wu¨rde es genu¨gen, den Schu¨ler/innen den visuellen Teil zu erkla¨ren? (10 = ja, um An-
wendungen zu schreiben, braucht man nur den visuellen Teil, 0 = nein, Anfa¨nger/innen
wu¨rden mit den visuellen Mo¨glichkeiten die Prinzipien u¨berhaupt nicht verstehen)





Verhalten des restlichen Programms
Verbindung von Oberﬂa¨che und dahinterliegender Funktionalita¨t
Entwurf von Klassen
Programmierung von Objektmethoden
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Die Interpretation der Antworten auf Frage 7b ist: Wenn man mit der visuellen Methode die












































































A¨hnlichkeit der 8,3 8,6 9 9 8,3 10 7,3 - 10 - -
Abbildung
Konsistenz 6,25 7,6 7,5 - 9 10 7,75 - 9 - -
Fehlerbehaftung - -
mentale Anford. 4,5 5 2 10 5 10 0,5 - - -




9 7,6 8,5 8,5 5 9 7,3 - 9 - -
im Ganzen 7,6 6,6 5,5 5,5 7 10 8 - 5 - -
Abschnitte 7,6 8 10 7 7 10 8,3 - 10 - -
inkrementelle 9,6 8,3 9 8 8 10 9,3 - 10 - -
Entwicklung mgl.
U¨bersicht 7,6 6 4 4,5 2,6 10 6,6 - 6 - -
Sekunda¨re Notati-
on
7,3 7 8 8 3,6 0 3 - - - -
Tabelle 4.7: Bewertung der visuellen Speziﬁkationsmethoden mithilfe der
kognitiven Dimensionen (Bereich von 0 (schlecht) bis 10 (sehr gut))
5. Grad der U¨bereinstimmung von konzeptuellem Modell der Benutzungsschnitt-
stelle bei visueller bzw. textueller Repra¨sentation.
Frage 6 bescha¨ftigt sich mit dem Ereignismodell. Wenn die Versuchspersonen nicht die visu-
elle Darstellung des Ereignismodells beschreiben konnten, obwohl das Werkzeug eine solche
bietet, wurde das interpretiert als Nichtu¨bereinstimmung der konzeptuellen Modelle des Er-
eignismodells bei textueller und visueller Programmierung.
Folgende Interpretationen der Antworten sind denkbar:
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Ereignismodell visuelle Darstellung Folgerung
nicht beschrieben nicht beschrieben keine Aussage mo¨glich
beschrieben nicht beschrieben trotz 1. programmiert lieber textuell
Vorhandensein 2. Lu¨cke im konzeptuellen Modell
beschrieben nicht vorhanden es gibt keine Alternative zur
textuellen Programmierung
beschrieben beschrieben Teilnehmer/in hat das Ereignismodell
und seine Visualisierung verstanden
Tabelle 4.8: Interpretationsmo¨glichkeiten fu¨r das Versta¨ndnis des Ereignismodells
Von den 29 Teilnehmer/innen zeigten 5 Personen eine solche direkte Nichtu¨bereinstimmung,
die auf eine Lu¨cke im konzeptuellen Modell deutet; allerdings machten 12 Personen keine
Angaben zu dieser Frage, was ebenfalls auf die Nichtu¨bereinstimmung deutet. 2 Personen
erkannten richtig, daß das Werkzeug keine visuelle Repra¨sentation fu¨r das Ereignismodell
anbietet.
Ein Teilnehmer schreibt als Kommentar:
[Das Event-Modell] Ist mir etwas unklar. Das Event-Modell ist durch das AWT
(Abstract Windowing Toolkit) in Java vorgegeben. In diesem Sinne benutzt jeder
die vorgegebenen Klassen. Ich benutze nicht die in Visual Cafe vorgegebenen Me-
chanismen zur Event-Behandlung, da daraus eine nicht sehr u¨bersichtliche, zen-
trale Event-Behandlung entsteht.
Interpretation der Ergebnisse im Hinblick auf die These und einige Kommentare
Obwohl die Daten statistisch gesehen nicht fu¨r eine Besta¨tigung oder Verwerfung der These
dieser Untersuchung (siehe Seite 107) verwendet werden ko¨nnen, lassen sich insbesondere
der Widerspruch zwischen den Fragen 4 und 7 sowie die Antworten zum Ereignismodell in
Richtung auf eine Besta¨tigung der These interpretieren. Auch einige Kommentare, die bei der
Beantwortung des Fragebogens gegeben wurden, deuten darauf hin.5
• Wenn es eine aufgabenorientierte Verhaltensmodellierung gibt, wird diese gerne verwen-
det, egal ob visuell oder graphisch. Die folgenden drei Kommentare einer Entwickler/in
u¨ber eine Smalltalk-Entwicklungsumgebung mit einer Skriptsprache zur Deﬁnition von
graphischem Verhalten zeigt, daß es eine Lu¨cke im U¨bergang von der graphischen Ver-
haltensprogrammierung zur Methodenprogrammierung gibt (Tippfehler sind Fehler in
den Zitaten):
5Da die Teilnehmer/innen an der Umfrage zum Teil an der Entwicklung von Benutzungsschnittstellen-
Entwicklungswerkzeugen, die auch diese Arbeit beeinﬂußt haben, beteiligt waren, z. B. bei GENIUS und
PARTS (siehe Anhang A), halte ich die Aussagen fu¨r maßgebend.
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”
Es gibt in Squeak zum einen Standard-Dialoge, die man sehr leicht an seine
Beduerfnisse anpassen kann. Zum anderen gibt es eine neue Richtung genannt
Morphic, die Script-faehig ist und an Self und Fabric (?) angelehnt ist.
...
Die Fehler treten bei der Methoden-Programmierung auf und bleiben daher poten-
tiell bestehen. Im Allgemeinen denke ich schon, dass man visuell weniger Fehler
macht, aber auch weniger Freiheiten hat.
...
Am Anfang ha¨tte ich mir mehr Graﬁk gewu¨nscht, nun manchmal mehr Text.”
Die folgende Aussage eines Entwicklers zeigt ebenfalls, daß der U¨bergang von
visueller zu textueller Programmierung bei der Kombination Interface Buil-
der/textuelle Programmierung nicht geglu¨ckt ist:
“Das visuelle Programmieren ist ja ganz nett, aber letztendlich muß man doch
alles von Hand programmieren, dann mache ich es doch gleich als Text”
Der na¨chste Kommentar bescha¨ftigt sich mit der Ma¨chtigkeit der visuellen Werkzeuge:
”
I was part of the team that developed PARTS (for Smalltalk) about 10 years
ago. As is probably appearent, I think the tool never achieved it’s potential. There
was some very good and original ideas involved in PARTS, but the bottom line is
that I would rather code a program in Smalltalk than produce with PARTS. I think
one of PARTS’ biggest problems is that it was both a GUI builder and a visual
progamming tool, and it did an adequate job at both of these tasks but did neither
extremely well (it was simply too much to try attack in a single tool).”
Aus einer solchen Aussage ko¨nnen folgende Konsequenzen fu¨r den Entwurf visu-
eller Methoden gezogen werden:
1. Es muß klar abgegrenzt werden, welche Aspekte (im Sinne des Aspektan-
satzes) einer Benutzungsschnittstelle mit der visuellen Methode modelliert
werden ko¨nnen.
2. Die visuelle Methode muß so ma¨chtig sein, daß die Entwurfsaufgaben damit
(im Rahmen des Aspekts) vollsta¨ndig gelo¨st werden ko¨nnen.
Zu Punkt 1 gibt derselbe Teilnehmer folgenden Hinweis:
I think visual construction systems that target a narrow, constrained domain (e.g.
GUIs) can in many ways be superior to text coded alternatives. I’m not sure visual
construction can be used to solve problems of a more general nature.
Punkt 2 wird durch folgenden Kommentar besta¨tigt:
”
Problem ist neben dem unglu¨cklichen Eventmodell (siehe Frage 6) daß viel u¨ber-
ﬂu¨ssiger (hinsichtlich A¨nderungen sogar scha¨dlicher) Code fu¨r das Setzen von At-
tributen generiert wird, wodurch man letztlich nur noch die Erzeugung der Objekte
und deren Hierarchie als hilfreich empﬁndet. Das Layout ist nur gut unterstu¨tzt,
wenn man ohne die in Java u¨blichen Layout-Manager arbeitet.”
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Teil b) der These, daß Entwicklungsumgebungen einfach aus praktischen Erwa¨gungen von
Fortgeschrittenen nicht genutzt werden, wird ebenfalls durch Kommentare erha¨rtet:
”
Durch die Unmenge von Fenstern, Buttons, Icons, Dialogen, ... wird die
Entwicklung eines Programms mit einer Entwicklungsumgebung (EU) zum Kampf
gegen
diese (Stichwort Aufgabenangemessenheit einer Benutzungsoberﬂa¨che nach
DIN66234/8). In der Zeit, die man beno¨tigt um das 1000-seitige Handbuch
der EU zu lesen und das Ding auch nur halbwegs in den Griﬀ zu bekommen,
kann man das Programm dreimal von Hand schreiben. Außerdem fehlt einem,
durch die Unzahl von automatisch generierten Klassen, der U¨berblick u¨ber das
eigene Programm. Oft fa¨llt es schwer den eigenen Code mit dem automatisch
generierten zu verbinden. Außerdem sind die EUs wahre Ressourcenfresser
(Speicher/HD/CPU-Power). Alles von Hand zu machen ist u¨berdies wesentlich
ﬂexibler.”
(Als Antwort auf die Frage, ob visuelle Ansa¨tze verwendet werden)
”
Nicht mehr!
Ich fand es zu umsta¨ndlich eine Fuktionalita¨t zusammen zu klicken. Und der er-
zeugte Code war fehlerhaft!”
Die Wichtigkeit von Visualisierung der Strukturen und Mechanismen einer Klassenbibliothek
(d. h. Programmieren auf Ebene 2) kommt in folgendem Kommentar zum Ausdruck:
Zuna¨chst schreibt der Teilnehmer u¨ber das Programmieren auf Stufe 2:
”
SNiFF ist bislang nur zum Source-Code handling brauchbar, macht da aber eine
recht gute Figur. Die Visualisierung von Zusammenhaengen geht weit ueber blosse
Klassenhierarchien hinaus, was mir gerade bei gro¨ßeren Projekten wichtiger ist
als die graphische Programmierung, die bei Tools wie VisualAge nicht wirklich zu
skalieren scheint. Die Integration mit Java ist aber bei SNiFF+J recht gut gelungen
und intuituv.”
Weiterhin beschreibt der Teilnehmer die Wichtigkeit des Versta¨ndnisses von Stufe
1:
”
Ohne den OO-Hintergrund ist zu befu¨rchten, daß das Funktionsprinzip der
GUIs unverstanden bleibt. Wichtige Designkriterien wie Wiederverwendbarkeit
von Komponenten, z. B. durch Unterklassiﬁzierung, wu¨rden wahrscheinlich nicht
in Betracht gezogen.”
4.6 Zusammenfassung
In diesem Kapitel wurden verschiedene Architekturen, Funktionsweisen, und Entwurfshilfen
von Benutzungsschnittstellen vorgestellt. Es wurde gezeigt, daß speziﬁsche Architekturen und
Funktionsweisen durch speziﬁsche Vorgehensweisen unterstu¨tzt werden.
Aber nicht nur die Bauweise einer Benutzungsschnittstelle sollte Einﬂuß auf die Vorgehens-
weise haben, sondern vor allem die Vorstellung der Benutzer/in u¨ber die Bauweise. Auch
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Besonderheiten von bestimmten Arten von Benutzungsschnittstellen sollten beru¨cksichtigt
werden. Diese Themen wurden in Kapitel 2 und 3 behandelt und im Zusammenhang mit Pro-
grammierumgebungen fu¨r Smalltalk und Java untersucht. Das Ergebnis der Untersuchung
war, daß die subjektive Bewertung der visuellen Programmierung in solchen Programmier-
umgebungen schlecht war, obwohl die visuellen Speziﬁkationsmethoden gut bewertet wurden.
Dieses Ergebnis wurde so interpretiert, daß eine Vermischung der aufgabenbezogenen (Ebene
3) und strukturorientierten (Ebene 2) visuellen Speziﬁkationsmethoden zu einem unklareren
konzeptuellen Modell fu¨hrt.
In den folgenden Kapiteln wird zuna¨chst das Aspektmodell vorgestellt, das eine konzeptuelle
Aufteilung von Benutzungsschnittstellen gema¨ß dem Aspektansatz beschreibt. Den einzelnen
Aspekten dieses konzeptuellen Modells la¨ßt sich zuordnen, welche Teile (des Codes) der Be-
nutzungsschnittstelle ihn beschreiben. Aus der (landla¨uﬁg u¨blichen) Vorstellung u¨ber jeden
einzelnen Aspekt lassen sich neue visuelle Speziﬁkationsmethoden ableiten, die damit dem
konzeptuellen Modell der Entwickler/in angepaßt sind.
In Kapitel 6 werden dann visuelle Speziﬁkationsmethoden fu¨r die einzelnen Aspekte bei-
spielhaft vorgestellt, mit denen objektorientierte Benutzungsschnittstellen entworfen werden
ko¨nnen.
Kapitel 5
Das Aspektmodell: Grundlage fu¨r die
visuelle Speziﬁkation von
Benutzungsschnittstellen
Aufbauend auf den Erkenntnissen der letzten drei Kapitel u¨ber
• Wissen und Vorstellung der Entwickler/innen,
• das Anwendungsgebiet Prozeßleitsysteme und
• die Konstruktion von Benutzungsschnittstellen
wird nun das Aspektmodell formuliert. Die Idee dabei ist, aus der Menge der in Kapitel
4 beschriebenen Programmierkonzepte diejenigen Grundbegriﬀe zu extrahieren, die Men-
schen benutzen, um Programmierkonzepte einzuordnen. Diese Grundbegriﬀe beschreiben ebe-
nenu¨bergreifend, plattform-, architektur- und implementierungsunabha¨ngig Aspekte einer Be-
nutzungsschnittstelle.
Weiter wird gezeigt, wie die verschiedenen, in Kapitel 4 genannten Programmierprinzipien
und -konzepte sich in das Aspektmodell einfu¨gen, und daß sich die Entwickler/innen durch
das Aspektmodell leichter auf den Programmierebenen zurechtﬁnden ko¨nnen.
Das Aspektmodell dient als Grundlage fu¨r die Auswahl und Gruppierung der visuellen Spe-
ziﬁkationsmethoden in Kapitel 6. Diese visuellen Speziﬁkationsmethoden wurden mit dem
Werkzeug COMBO prototypisch implementiert.
5.1 Motivation fu¨r das Aspektmodell
Wie bisher gezeigt, sind beim Entwurf einer Benutzungsschnittstelle verschiedene Elemen-
te und Funktionsmechanismen auf den Elementen zu speziﬁzieren. Jede Klassenbibliothek
und jedes Werkzeug bietet zur Erleichterung des Entwurfs unterschiedliche Kapselungen und
Abstraktionen an. Aufbauend auf diesen Kapselungen und Abstraktionen konnten Speziﬁ-
kationsmethoden und -werkzeuge entwickelt werden, die den Entwurf fu¨r die Entwickler/in
weiter vereinfachen.
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Einige dieser Kapselungen und Abstraktionen sind fu¨r verschiedene Entwicklungsumgebungen
und Programmiersprachen gu¨ltig, z. B. Entwurfsmuster. Oft sind es jedoch Konzepte, die nur
fu¨r eine Programmiersprache, ein Werkzeug oder eine Klassenbibliothek gu¨ltig sind: Z. B.
sind die in Abschnitt 4.3 beschriebenen MVC-Mechanismen in Java und Smalltalk, ja sogar
in unterschiedlichen Smalltalk-Entwicklungsumgebungen verschieden implementiert. Oder die
Konzepte erlauben nur die Speziﬁkation auf einer Programmierebene und bieten keine Hilfe
beim U¨bergang zu anderen Ebenen: Mit einem Interface Builder kann die Anordnung von
(bereits fertigen) Widgets speziﬁziert werden, es ko¨nnen aber keine neuen Widgets speziﬁziert
werden. Dafu¨r muß die Entwickler/in das Programmieren
”
von Hand” erlernen.
Das fu¨hrt zu verschiedenen Problemen:
1. Problem: Mangelnde Flexibilita¨t
 Die Methoden und Werkzeuge sind nicht ﬂexibel einsetzbar. Insbesondere ko¨nnen nur be-
stimmte Arten von Benutzungsschnittstellen mit ihnen erzeugt werden (z. B. Datenbankab-
frageformulare). Bei den in dieser Arbeit untersuchten technischen Benutzungsschnittstellen
muß eine Entwickler/in oft wieder zur Basisprogrammierung zuru¨ckgehen, um die gewu¨nschte
Funktionalita¨t zu erreichen. Dafu¨r muß aber oft ein (fu¨r ungeu¨bte Entwickler/innen) neues
Programmiermodell gelernt werden, und es muß ein neues konzeptuelles Modell aufgebaut
werden.
 Die Methoden und Werkzeuge sind oft nicht integrierbar. D. h. die Entwickler/in muß sich
auf eine bestimmte Methode oder ein bestimmtes Werkzeug festlegen, das unter Umsta¨nden
fu¨r einige Aspekte nicht so komfortabel ist. Oft wird auch ein bestimmtes Werkzeug in einer
Entwicklungsgruppe verwendet, und alle Entwickler/innen mu¨ssen, ungeachtet ihrer kogniti-
ven Vorlieben und Fa¨higkeiten, die gleichen Methoden anwenden.
⇒ Lo¨sung
Um diese Nachteile zu u¨berwinden, ist das Aspektmodell so entworfen, daß der ﬂexible
Einsatz von Methoden ermo¨glicht wird: Jeder Aspekt kann von verschiedenen Methoden
speziﬁziert werden, je nach Wunsch und Fa¨higkeiten der Entwickler/in.
2. Problem: Eingeschra¨nktes konzeptuelles Modell der Entwickler/innen
Ein weiteres Problem entsteht aus der Verwendung von Konzepten, die genau einen Mechanis-
mus in genau einer Programmiersprache mithilfe genau einer Klassenbibliothek speziﬁzieren
ko¨nnen:
 Die Entwickler/innen sind gezwungen, die Benutzungsschnittstellen in genau diesen Kon-
zepten zu beschreiben, ohne ein allgemeingu¨ltiges (d. h. u¨bergreifendes) konzeptuelles Modell
u¨ber Benutzungsschnittstellen aufzubauen. Solch ein u¨bergreifenden Modell, bestehend aus
allgemeinen Begriﬀen wie Aussehen, Verhalten, Anbindung, Grundstruktur, ﬁndet sich sowohl
in den Erkla¨rungen u¨ber Benutzungsschnittstellen (siehe Abschnitt 3.3.5) als auch in der
Literatur zur Beschreibung der Konzepte - kann aber zur Speziﬁkation aus den genannten
Gru¨nden nicht eingesetzt werden.
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⇒ Lo¨sung
Ein Modell, das genau auf diesen Grundbegriﬀen aufbaut, ermo¨glicht den Aufbau eines
u¨bergreifenden konzeptuellen Modells. Bei der Konstruktion der Benutzungsschnittstellen
kann die Entwickler/in Speziﬁkationsmethoden verwenden, die auf diesen Begriﬀen basieren.
Durch eine Einordnung der sprach- oder bibliotheksabha¨ngigen Mechanismen unter die u¨ber-







Der Begriﬀ Aspekt wird deﬁniert als
”
Art der Betrachtung oder Beurteilung von etwas”
[Mu¨l85]. Ein Aspekt ist also eine bestimmte Teilsicht auf ein System. Solch eine Teilsicht
kann willku¨rlich gewa¨hlt werden. Systeme werden durch die Betrachtung anhand von Aspek-
ten vergleichbar, z. B. ermo¨glicht eine Betrachtung von Programmen unter dem Aspekt
”
Kom-
plexita¨t” bestimmte vergleichende Aussagen. Ebenso ermo¨glicht das Einbeziehen bestimmter
Aspekte bei der Konstruktion von Systemen das Erreichen von Vollsta¨ndigkeit (oder anderen
Zielen).
Abstrakte Aspekte von Benutzungsschnittstellen sind z. B. die Benutzungsfreundlichkeit, die
Komplexita¨t oder die Geschwindigkeit. Aus dem Blickwinkel der Benutzungsschnittstellen-
Konstruktion sind solche Aspekte wie Aussehen oder Verhalten interessant.
Der Begriﬀ Modell wird in natur- und ingenieurwissenschaftlichen Gebieten als
”
– u¨blicher-
weise vereinfachte – Abstraktion der Wirklichkeit”[Han98] beschrieben. Modelle beschreiben
abstrahiert einzelne oder mehrere Aspekte eines Systems. Modelle werden einerseits verwen-
det, um Systeme zu beschreiben, andererseits als Vorlage zur Konstruktion von Systemen.
Die Vorgehensweise zur Konstruktion einer Benutzungsschnittstelle ko¨nnte daher sein, die
verschiedenen Aspekte einer Benutzungsschnittstelle zu modellieren und dann nach dem Mo-
dell die Benutzungsschnittstelle herzustellen (d. h. zu implementieren) oder generieren zu
lassen. Eine solche Vorgehensweise wird in der Literatur u¨ber Mensch-Maschine-Interaktion
modellbasiert genannt. Solche Benutzungsschnittstellen werden ebenfalls modellbasiert ge-
nannt (siehe z. B. [Zu¨h00, Pue99, HV96, FF93, SLN93, NFS+93, ABBK93, FGKK88]).
In den Ingenieursdisziplinen ko¨nnen viele unterschiedliche Modelle von der Realita¨t oderWirk-
lichkeit eines Systems gemacht werden. Daru¨berhinaus werden in der Informatik verschiedene
Wirklichkeiten erschaﬀen (von denen dann wieder verschiedene Modelle geschaﬀen werden
ko¨nnen). Objekte oder Funktionen, aus denen eine Benutzungsschnittstelle besteht, existie-
ren nur im Prozessor und Speicher eines Computers und sind somit nicht anfaßbar, sondern
ko¨nnen nur in einer beliebigen Pra¨sentation auf dem Bildschirm sichtbar gemacht werden.
Wie oben bereits erwa¨hnt, gibt es auch keine physikalischen Grundbausteine. Daher kann
die gleiche Benutzungsschnittstelle aus unterschiedlichen Objekten, Software-Komponenten,
Funktionen usw. bestehen, die von der Phantasie der Entwickler/in abha¨ngen und davon,
welche Programmiersprache, welche Plattform oder welche Programmiermodelle verwendet
werden.
Die Modelle von Benutzungsschnittstellen beziehen sich also nicht auf
”
die” Wirklichkeit,
sondern auf eine Vorstellung der Entwickler/in. Wie bereits beschrieben, fu¨hrt die Beru¨ck-
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sichtigung von Konstruktionsdetails, die sich aus der Wahl der Plattform, Sprache, Biblio-
thek etc. ergeben, dazu, daß die Entwickler/in sich sehr um Details der Implementierung
ku¨mmern muß. Andererseits ist ein zu abstraktes Modell wenig sinnvoll, wenn der Bezug zur
Implementierung verlorengeht: Das Seeheim-Modell, das in Abschnitt 4.2 vorgestellt wurde,
beschreibt die Trennung von Pra¨sentation und Dialogsteuerung sehr gut. Um damit Benut-
zungsschnittstellen speziﬁzieren zu ko¨nnen, muß es aber verfeinert werden, was z. B. mit Hilfe
von Zustandsautomaten fu¨r die Dialogsteuerung geschieht.
Da in dieser Arbeit die Konstruktion von Benutzungsschnittstellen im Mittelpunkt steht,
wurde ein Modell entwickelt, das durch die Auswahl der Aspekte konstruktiv fu¨r Benutzungs-
schnittstellen ist und das konzeptuelle Modell der Entwickler/in beru¨cksichtigt.
Konstruktiv heißt, daß aus der Speziﬁkation der einzelnen Aspekte eine lauﬀa¨hige Benut-
zungsschnittstelle generiert werden kann.
Zur Beru¨cksichtigung des konzeptuellen Modells erfolgte die Auswahl der Aspekte aus den
Erkenntnissen der Studie u¨ber den Entwurf von Automatisierungssystemen (siehe Abschnitt
3.3.5) zusammen mit den Erkenntnissen aus den Kapiteln 4 und 2.1.1.
Die Trennung in die Aspekte erlaubt auch eine Modularisierung dessen, was zur Konstrukti-
on der Benutzungsschnittstelle speziﬁziert werden muß. Dadurch, daß diese Modularisierung
anhand von gleichartigen Teilsichten erfolgt, kann ein konsistentes konzeptuelles Modell auf-
gebaut werden.
5.2 Die Aspekte
Es ergeben sich vier wesentliche Aspekte, die eine Benutzungsschnittstelle beschreiben:
• Die Anordnung der Elemente (Widgets) auf der Oberﬂa¨che und ihren graphischen At-
tribute,
• die Struktur als Bauplan der
– Benutzungsschnittstelle, also den Oberﬂa¨chenelemente und allen sonstigen Elemen-
te, aus denen die Benutzungsschnittstelle aufgebaut ist, sowie der
– Anwendung, die durch die Benutzungsschnittstelle erga¨nzt wird,
• das Verhalten des Systems,
• die Verbindung oder Abha¨ngigkeiten zwischen der Benutzungsschnittstelle und der An-
wendung.
In den folgenden Abschnitten werden zuna¨chst die Aspekte genauer beschrieben und ihr
Vorhandensein in den einzelnen Teilen einer Benutzungsschnittstelle gezeigt.
Als Beispiel dient die schon erwa¨hnte Tank-Benutzungsschnittstelle: Zu jedem Aspekt wird
ein Ausschnitt aus dem Smalltalk-Quelltext gezeigt, der beispielhaft die textuelle Program-
mierung dieses Aspekts zeigt. Allerdings ist die Beschreibung anhand des Quelltextes nur fu¨r
Leser/innen versta¨ndlich, die bereits (Smalltalk) programmiert haben. Einzelne Illustrationen
machen deutlich, wieviel implementierungsu¨bergreifender visuelle Darstellungen der Aspekte
sind, und zwar, weil u¨bergreifende Aspekte fu¨r das Modell gewa¨hlt wurden.
Jeder Aspekt kann durch verschiedene visuelle Methoden speziﬁziert oder programmiert wer-
den. Eine Auswahl visueller Methoden wird in Kapitel 6 vorgestellt.
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5.2.1 Der Aspekt Anordnung und graphische Attribute auf der
Oberﬂa¨che
(Layoutaspekt)
Im Gegensatz zur Entwicklung anderer Softwaresysteme erlaubt die Benutzungsschnittstellen-
Entwicklung durch die Anordnung auf der Oberﬂa¨che die Interaktion mit
”
wirklichen”, d. h.
wenn auch (bei klassischen zweidimensionalen graphischen Benutzungsschnittstellen) nicht
anfaßbaren, so doch in ihrer tatsa¨chlichen Form sichtbaren und interaktiv manipulierbaren
Dingen.
Gerade bei technischen Anwendungen kann hier auch die physikalische Welt hinter dem Soft-
waresystem sichtbar gemacht werden.
Der Anordnungsaspekt ist intuitiv versta¨ndlich und fu¨r die Konstruktionsmethoden gut nutz-
bar. Im Beispiel ist die Anordnung folgendermaßen:
Die Elemente Tank (der wiederum aus den Elementen Begrenzung und Inhalt besteht) und
Zu- bzw. Abﬂuß werden gema¨ß den physikalischen Gegebenheiten der tatsa¨chlichen Anlage
(z. B. Einﬂuß ho¨her als Ausﬂuß) angeordnet.
Die Elemente, mit denen die Anwendung manipuliert werden kann (Kno¨pfe) werden in der
Na¨he der zu manipulierenden Elemente (Zu- und Abﬂuß) angeordnet. Die Motive (physika-
lische Gegebenheiten, optische Na¨he) fu¨r die Anordnung ko¨nnen in anderen Aspekten (z. B.
Ergonomie) der Benutzungsschnittstelle gefunden werden und sind nur im Rahmen der Un-
terstu¨tzung durch Muster (siehe Kapitel 4.4) Gegenstand dieser Betrachtungen.
Aus programmiertechnischer Sicht wird durch den Anordnungsaspekt nur festgelegt, auf wel-
cher Position oder in welchem ra¨umlichen Abha¨ngigkeitsverha¨ltnis zueinander sich die Ele-
mente beﬁnden. Im Tankbeispiel wird in der Methode displayOn beschrieben, wie die Gro¨ße
und der Hintergrund gesetzt werden.
Der Tank selbst wird durch zwei Rechtecke beschrieben, die u¨bereinander gezeichnet werden.
Die Position muß mithilfe der Gro¨ße des a¨ußeren Polygons berechnet werden.
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Programmbeispiel: Festlegung der Anordnung und der graphischen Attribute des Tanks
TankView methodsFor: ’displaying’
displayOn: aGraphicsContext
‘‘Display the content of the Tank’’
‘‘Calculate border’’
| box |
box := self bounds.
‘‘Background’’
aGraphicsContext paint: ColorValue white.
box displayFilledOn: aGraphicsContext.
‘‘Display tank’’
aGraphicsContext paint: ColorValue blue.
(box left @ (box bottom - (box height * model value / 100))
corner: box right @ box bottom)
displayFilledOn: aGraphicsContext.
‘‘Display border’’




ifTrue: [component name asComposedText
displayOn: aGraphicsContext]
Obwohl der Layoutaspekt eine Struktur von Elementen zeigt, ebenso wie der folgende Struk-
turaspekt, ist diese Art der Anordnung bei der Entwicklung von Benutzungschnittstellen von
herausragender Bedeutung und wird deshalb nicht unter dem Strukturaspekt angeordnet.
5.2.2 Der Aspekt Elemente und ihre Struktur - der Bauplan einer
Benutzungsschnittstelle (Strukturaspekt)
Dieser Aspekt beschreibt den Bauplan einer Benutzungsschnittstelle. Ein Vergleich mit der
Disziplin Architektur: Bei der Betrachtung eines Hauses von außen ist die Fassade sicht-
bar, also die Oberﬂa¨chenstruktur des Verputzes, die Farbe, die Anordnung der Fenster. Die
Baupla¨ne (z. B. Entwurfspla¨ne und Ausfu¨hrungspla¨ne) hingegen zeigen und beschreiben die
verschiedenen Materialien des Hauses und deren Aufbau, also die Bausteine und den Mo¨rtel
bzw. den Beton, die Isolierung, die Art des Verputzes, die innere Struktur des Hauses, also
Zimmer, Mauern usw.
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Statt einer Architektenzeichung des geplanten Aussehens des Hauses (entsprechend bei der
Benutzungsschnittstelle der Layoutaspekt) benutzen die Bauleute immer die Baupla¨ne bei
der Ausfu¨hrung, weil sie die Struktur des Hauses zeigen.
Genauso gehen auch die Ingenieurswissenschaften vor, wie bereits in Abschnitt 3.3.5 gezeigt:
Der Aufbau eines Systems wird mit Hilfe verschiedener Ansichten beschrieben. Um in der
Analogie zu bleiben: Was ist der Bauplan einer Benutzungsschnittstelle?
Prinzipiell bestehen objektorientierte Benutzungsschnittstellen, hinter der Fassade, aus Ob-
jekten und den Beziehungen zwischen ihnen. Die Objekte und die Beziehungen zwischen ihnen
werden durch Klassen und ihre Struktur (Erbungshierarchien, Aggregationen, Assoziationen)
beschrieben. Damit kann ein Klassendiagramm der Bauplan einer Benutzungsschnittstelle
sein. Die Wahl, Objekte als Bausteine zu verwenden, ist allerdings willku¨rlich, genausogut
ko¨nnten andere Datenstrukturen oder Rechnerarchitekturen verwendet werden. Außerdem
ko¨nnen Informatiker/innen beliebige Objekte entwerfen: Architek/innen haben zwar die Wahl
zwischen verschiedenen Materialien, z. B. Ziegel- oder Ytongsteine fu¨r das Mauerwerk, aber
Informatiker/innen sind nicht an physikalische Gegebenheiten gebunden und ko¨nnen, um im
Vergleich zu bleiben, ganze Wa¨nde speziﬁzieren oder auch ein Objekt, das ein Fenster inklu-
sive Rahmen beschreibt1. Beim Tankbeispiel kann der Tank als eine Einheit, d. h ein Objekt
betrachtet werden, das Zu- und Ablauf mitbeschreibt, er kann aber auch durch mehrere Ein-
heiten, z. B. Beha¨lter, Zu- und Ablauf, modelliert werden.
Daru¨berhinaus kann jede Einheit auch mehrere Repra¨sentationen haben, weswegen verschie-
dene Entwickler/innen verschiedene Baupla¨ne entwerfen ko¨nnen.
Die Entwickler/in muß die mo¨glichen Objekte und Strukturen kennen, um den konkreten
Aufbau einer Benutzungsschnittstelle beschreiben zu ko¨nnen.
U¨ber die Objektstruktur hinaus geho¨ren zu dem Bauplan die Strukturen aller weiteren Kon-
zepte, die Elemente beschreiben, aus denen sich die Benutzungsschnittstelle zusammensetzen
kann: z. B. Software-Komponenten und ihre Struktur, wenn die Programmierumgebung Kom-
ponententechnologie anbietet, oder Widgets.
Beispiel: Ein mo¨glicher Bauplan fu¨r die Elemente, aus denen der Tank aufgebaut
ist
Das Programm fu¨r die Tankbenutzungsschnittstelle besteht aus den im folgenden darge-
stellten Elementen und ihren Strukturen. Die Klassiﬁkation selbst spiegelt die grundlegende
Modularisierung von Seeheim-Modell und MVC-Ansatz wider. Fu¨r die graphische Notation
wurden UML-a¨hnliche Diagramme gewa¨hlt. Wer die UML oder eine a¨hnliche Beschreibungs-
sprache kennt, bemerkt, daß Klassendiagramme zur Erkla¨rung hilfreich sind2. Da sie nicht
integriert sind, fehlen allerdings noch wichtige Informationen, deren visuelle Darstellungen
auf das na¨chste Kapitel verschoben sind.
Elemente und ihre Strukturen sind:
• Sichtbare Elemente, im Tankbeispiel das Fenster, in dem die Benutzungsschnittstelle
dargestellt wird, das Rechteck fu¨r den Rahmen des Tanks, das Rechteck fu¨r den Inhalt,
1Eine der Herausforderungen beim objektorientierten Programmieren ist daher auch das Finden bzw.
Festlegen von Objekten [Sie92].
2Das Kapitel ist wesentlich schwerer zu lesen, wenn die Diagramme nicht gezeigt werden. Interessierte
Leser/innen ko¨nnen die Graphiken zum Test beim Lesen verdecken.
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der Zu- und Abﬂuß, der Zu- und Abﬂußsteuerknopf, der Knopf, mit dem die Prozesse
angehalten werden ko¨nnen. Die Anordnung der Elementen auf der Oberﬂa¨che ist schon
im Zusammenhang mit dem Layoutaspekt behandelt worden. Es ist aber auch in einer
baumartigen Struktur festgelegt, welches die umfassenden Objekte (engl. container)






Abbildung 5.1: Aggregationsstruktur des Tankbeispiels
• Die Objekte werden durch Klassen beschrieben, die u¨ber eine Erbungsstruktur mitein-









Abbildung 5.2: Erbungsstruktur der Klassen des Tankbeispiels
• Zusa¨tzlich gibt es Objekte, die die sichtbaren Elemente verwalten oder das Verhal-
ten vereinfachen. Z. B. ko¨nnen zwischen Objekten sog. Adapterobjekte geschaltet
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werden, die Zugriﬀe auf Werte eines Objekts standardisieren, oder Objekte, die die
Benutzungsschnittstellen-Objekte verwalten. Solche Objekte sind beim Betrachten ei-
ner Benutzungsschnittstelle nicht sofort sichtbar und mu¨ssen daher der Entwickler/in
explizit bekannt sein. Auch sind sie von der Programmierumgebung abha¨ngig, d. h. die
Verwaltung wird in jeder Programmierumgebung anders organisiert. Der gro¨ßte Teil
der Zeit zum Erlernen einer Umgebung wird oft fu¨r das Versta¨ndnis dieser Objekte
gebraucht.
• Nicht sichtbare Objekte, ebenfalls mit Aggregations- und Erbungshierarchie z. B.
– Interaktionsobjekte (im Beispiel das Objekt aStandardSystemController).
– Die eigentlichen Datenobjekte, die den Zustand der Anwendung widerspiegeln, oft
Modellobjekte genannt (im Beispiel das Objekt tank).
– Die Objekte, die zur Anwendung geho¨ren (z. B. eine Sensordatenerfassung).
– Auch die Objekte, die durch Klassen beschrieben werden, die durch Erbung mit-
benutzt werden, mu¨ssen bekannt sein (z. B. die Klasse View).
• Weiterhin bieten Programmierumgebungen Abstraktions- und Kapselungsmechanismen
an, die z. B. eine Verteilung des Softwaresystems erlauben. Ein solcher Mechanismus ist
die Komponententechnologie. Obwohl die Benutzungsschnittstelle weiterhin aus Objek-
ten besteht, setzt sie sich außerdem auch aus Komponenten zusammen. Komponenten
werden in der Regel durch
”
Verdrahten”, d. h. das Verbinden von Schnittstellen, struk-
turiert. Im Kapitel 4.4.3 wurde ein Komponentenmodell vorgestellt, das eine solche
Kapselung einfu¨hrt und weitere Elemente beschreibt, aus denen die Benutzungsschnitt-











Abbildung 5.3: Der Beispieltank, aus Komponenten zusammengesetzt
Diese Vielfalt von Elementen und Strukturen, die je nach Programmierung verwendet
werden ko¨nnen oder auch nicht, macht die Entwicklung von Benutzungsschnittstellen fu¨r
Anfa¨nger/innen schwierig.
So besteht bei erstem Hinsehen die Benutzungsschnittstelle fu¨r den Tank aus den sichtbaren
Elementen.
Beim Ansehen des Programms3 ﬁnden sich zuna¨chst die Beschreibungen der Objekte, und
zwar die Klasse Tank (als Datenobjekt) und TankView (als Objekt, das die Beschreibung des
3das hier aus Platzgru¨nden und zur besseren Lesbarkeit nicht wiedergegeben wird,
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sichtbaren Tankelements entha¨lt). Alle sichtbaren Elemente selbst werden durch Auspra¨gun-
gen von typischerweise ererbten Klassen wie View und Rectangle erzeugt.
Eine weitere Analyse des vollsta¨ndigen Programms ergab, daß (im Beispiel, das mit Visual-
Works implementiert ist) auch eine Klasse VWTank zur Verwaltung der sichtbaren Objekte
existieren muß. Daru¨berhinaus muß z. B. die Klasse ApplicationModel als Oberklasse von
VWTank bekannt sein. Eine Auspra¨gung der Klasse StandardSystemController wird als In-
teraktionsobjekt verwendet, usw. Solche Interna ko¨nnten durch eine angemessene visuelle Re-
pra¨sentation vor der Entwickler/in verborgen werden, bzw. ko¨nnte eine visuelle Darstellung
auch zum Versta¨ndnis solcher Strukturen fu¨hren.
5.2.3 Der Aspekt Verhalten von Benutzungsschnittstellen (Ver-
haltensaspekt)
”
Das Verhalten” einer objektorientierten Benutzungsschnittstelle wird durch die Kommuni-
kation der Oberﬂa¨chenobjekte untereinander mit der Anwendung und mit der Benutzer/in
festgelegt. Wie in Abschnitt 4.3.2 beschrieben, setzt es sich aus den verschiedenartigen Me-
chanismen der einzelnen Elemente zusammen. Dazu geho¨ren bei objektorientierten Benut-
zungsschnittstellen:
• Graphisches Verhalten: Das Verhalten der Elemente auf der Oberﬂa¨che, und zwar
in Abha¨ngigkeit von den Interaktionen der Endbenutzer/in, von den internen Verar-
beitungen der Oberﬂa¨chenobjekte und von Berechnungen der Anwendung (der letzte
Punkt wird jedoch als eigener Aspekt behandelt). Z. B. wird der Tank im Beispiel
dynamisch gefu¨llt, er zeigt also
”
Fu¨llverhalten”. Ein anderes Beispiel sind die Kno¨pfe
(engl. buttons), die von der Benutzer/in gedru¨ckt werden ko¨nnen. Dabei wird, z. B.
bei Zuﬂuß und Abﬂuß, graphisch das Aussehen der Kno¨pfe wa¨hrend des Dru¨ckens
gea¨ndert und das Fu¨llverhalten des Tanks a¨ndert sich (wenn der Abﬂuß zu ist, steigt
der Fu¨llstand sta¨ndig). Graphisches Verhalten kann auf allen Programmierebenen
speziﬁziert werden, im folgenden Beispiel zeigen die folgenden Programmbeispiele und
sowie Abbildung 5.4 je eine Darstellung durch Basismechanismen (Ebene 0), bzw.
Abbildung 5.4 auch eine aufgabenorientierte Beschreibung (Ebene 3).
Programmbeispiel: Textuelle Darstellung des Farbwechsels vom Abﬂuß, Ebene 0
[...] abfluss
‘‘wenn der Abfluss geoeffnet ist, hat der Knopf die Farbe gruen’’
ifTrue: [aGraphicsContext paint: ColorValue green]
‘‘wenn der Abfluss geschlossen ist, hat der Knopf die Farbe rot’’
ifFalse: [aGraphicsContext paint: ColorValue red].
Auch das A¨ndern der Farbe in Abha¨ngigkeit vom Sauerstoﬀgehalt wird a¨hnlich
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beschrieben:





ifHigh:[aGraphicsContext paint: ColorValue blue.
(box left @ (box bottom - (box height * model value / 100))
corner: box right @ box bottom) displayFilledOn: aGraphicsContext.]
ifLow:[aGraphicsContext paint: ColorValue red.
(box left @ (box bottom - (box height * model value / 100))
corner: box right @ box bottom) displayFilledOn: aGraphicsContext.]
ifNormal:[aGraphicsContext paint: ColorValue green.
(box left @ (box bottom - (box height * model value / 100))
corner: box right @ box bottom) displayFilledOn: aGraphicsContext.]
Darstellung auf Ebene 3:
Abbildung 5.4: Zu hohe, zu niedrige und angemessene Sauerstoﬀkonzentration,
aufgabenorientierte Darstellung (Ebene 3)
• Objektorientiertes Verhalten: Das Verhalten der Elemente wird bei Verwendung einer
objektorientierten Programmierumgebung durch Methodenaufrufe programmiert. Diese
sind (in der Regel allerdings auf eingebaute Grundoperationen aufbauend) die Basis-
blo¨cke objektorientierten Verhaltens. Grundlegendes Verhalten ist auch die Erzeugung
von Objekten. Solche Basismechanismen geho¨ren zu Ebene 0, die Speziﬁkation kann
aber auch in anderen Ebenen erfolgen, die dann wieder auf Ebene 0 abgebildet werden
mu¨ssen.
• Verhalten durch Mechanismen der Klassenbibliothek (Ebene 1): Dieses Verhalten basiert
wieder auf dem objektorientierten Verhalten, jedoch auf einer ho¨heren Abstraktionsstufe
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als das objektorientierte Verhalten. Beispielsweise beruht der Abha¨ngigkeitsmechanis-
mus des MVC-Ansatzes auf Methodenaufrufen, wird aber als eigensta¨ndiges Verhalten
gesehen.
5.2.4 Der Aspekt Verbindung von Oberﬂa¨che und Anwendung
(Anbindungaspekt)
Dieser Aspekt wird wiederum gesondert betrachtet, da er die Grundlage von Modularisie-
rungsansa¨tzen fu¨r interaktive Systeme ist, wie dem Seeheim-Modell oder dem MVC-Ansatz.
Wiederum beruht die Verbindung von Oberﬂa¨che und Anwendung auf dem Vorhandensein
von nicht sichtbaren Objekten und Mechanismen, die diese Verbindung ermo¨glichen. Letzt-
lich beschreibt dieser Aspekt, welche Teile der Anwendung auf der Oberﬂa¨che visualisiert
werden und in welcher Form (und damit zum Teil auch das Verhalten auf der Oberﬂa¨che),
und wie Signale von der Oberﬂa¨che (z. B. durch Interaktion der Benutzer/in) zur Anwendung
gelangen. Dieser Aspekt wird z. B. in Smalltalk-Entwicklungsumgebungen explizit durch Me-
chanismen, wie dem Abha¨ngigkeitsmechanismus, programmiert. Nur wer mit dem Abha¨ngig-
keitsmechanismus vertraut ist, versteht die Funktionsweise der Benutzungsschnittstelle, da die
Verbindung im Programmcode nicht als eigener Aspekt in Erscheinung tritt, wie im folgenden
Beispiel4:





"Benutzen des Abha¨ngigkeitsmechanismus in der Klasse TankView"
update: [...].
‘‘Ein Aspekt des Modells hat sich geaendert. Normalerweise wird der Empfaenger
der Nachricht neu gezeichnet.
Subklassen koennen dieses Verhalten verfeinern.’’
self invalidate. ‘‘Benachrichtung zum Auffrischen des Bildschirms’’
self repairDamage.
5.2.5 Weitere Aspekte
In dieser Arbeit wird die Speziﬁkation der bereits beschriebenen Aspekte genauer betrachtet.
Weitere Aspekte einer Benutzungsschnittstelle, fu¨r die - wie bereits erwa¨hnt - jedoch keine
Speziﬁkationsmethoden untersucht wurden, sind z. B.:
4Ich will mit diesem Codebeispiel nicht den Abha¨ngigkeitsmechanismus erkla¨ren (ein gutes Lehrbuch fu¨r
den Mechanismus in Smalltalk ist z. B. [Hop97]), sondern nur auf das Vorhandensein dieses Aspekts hinweisen.
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• Echtzeitaspekt
Dazu geho¨rt z. B. Ein- und Ausgabe in Echtzeit.
• Aspekt der Standardisierung und Richtlinien
Oft muß die Benutzungsschnittstelle gewissen Standards (wie Firmen- oder
Werkzeugart-Standards) in Aussehen und Verhalten folgen. Dieser Aspekt kann durch
Constraints auf dem Layout- bzw. Verhaltensaspekt realisiert werden.
• Aspekt der Benutzungsfreundlichkeit
Hierfu¨r gibt es ebenfalls Richtlinien. Das Anbieten von Hilfe-Werkzeugen fa¨llt auch in
diesen Aspekt.
5.2.6 Diskussion des Aspektmodells
In den vorhergehenden Abschnitten wurde gezeigt, in welche Aspekte eine Benutzungsschnitt-
stelle
”
zerlegt” werden kann. Die Beschreibung der gesamten Benutzungsschnittstelle kann
daher durch Beschreibung der einzelnen Aspekte erfolgen. An dieser Stelle soll noch einmal
betont werden, daß es sich beim Aspektmodell um ein dem konzeptuellen Modell der Ent-
wickler/in angepaßtes Modell handelt, daß der Wert also darin besteht, den Entwickler/innen
eine klarere Vorstellung zu vermitteln. Alle (aus den in dieser Arbeit untersuchten) bekannten
Programmierprinzipien lassen sich in einen der Aspekte einordnen, daher kann eine Benut-
zungsschnittstelle durch Speziﬁkation der Aspekte vollsta¨ndig programmiert werden, wie auch
in den darauﬀolgenden Kapiteln in der Implementierung deutlich wird.
Die verschiedenen (Teil-)Aspekte sind jedoch nicht orthogonal, z. B. wird eine Speziﬁkati-
on des Objektverhaltens auch einen Teil des Oberﬂa¨chenverhaltens oder die Anbindung der
Oberﬂa¨che an die Anwendung speziﬁzieren. Wie die Beispiele in Abschnitt 7 zeigen, kann
durch Speziﬁkation aller Aspekte (im Rahmen der Anforderungen) eine vollsta¨ndige Benut-
zungsschnittstelle speziﬁziert werden, aber die Speziﬁkationen sind teilweise redundant (durch
die Reihenfolge der Generierung von Programmtext jedoch widerspruchsfrei).
Bewertung des Modells
Im folgenden dienen die Aspekte Layout, Struktur, Verhalten und Anbindung als Grundlage
fu¨r die Entwicklung eines Werkzeugs. Mit Methoden zur Speziﬁkation dieser Aspekte ko¨nnen
Benutzungsschnittstellen, die den Anforderungen aus Kapitel 2 und 3 genu¨gen (zweidimen-
sionale Benutzungsschnittstellen fu¨r technische Systeme), realisiert werden.
Das Aspektmodell ist implementierungsunabha¨ngig und kann daher als Metamodell zur Be-
schreibung von sprachabha¨ngigen Mechanismen verwendet werden.
Es beschreibt Benutzungsschnittstellen auf allen Entwicklungsebenen (textuelle Programie-
rung (Ebene 0) bis aufgabenorientierte visuelle Programmierung (Ebene 3)), und eine Be-
nutzungsschnittstelle kann daher mit Hilfe von Speziﬁkationsmethoden auf allen vier Ebenen
konstruiert werden. Dieser Vorteil wird in Abschnitt 5.3 weiter ausgefu¨hrt.
Mit dem Aspektmodell wird auch das einleitend erwa¨hnte Ziel erreicht, (visuelle) Speziﬁka-
tionsmethoden mo¨glichst einfach zu halten: Indem jede (visuelle) Speziﬁkationsmethode nur
einen Aspekt deﬁnieren muß, sinkt z. B. die Anzahl der beno¨tigten Symbole (die sog. Diﬀusion
[GP96]).
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Durch das Aspektmodell ko¨nnen (visuelle) Speziﬁkationsmethoden miteinander integriert wer-
den. Wie in Kapitel 3 beschrieben, arbeiten Ingenieur/innen bei der Konstruktion mit verschie-
denen Speziﬁkationsmethoden. Diese bekannte Arbeitsweise wird durch das Aspektmodell
somit ebenfalls unterstu¨tzt, wenn es gewu¨nscht wird. Personen, die lieber mit ausschließlich
einer Darstellung arbeiten, ko¨nnen weiterhin auf die textuelle Programmierung zuru¨ckgreifen,
wenn die Implementierung modellbasiert erfolgt, wie in Kapitel 7 beschrieben.
Abgrenzung zu anderen Ansa¨tzen
Karsai [Kar95] schla¨gt vor, modellbasierte Prozeßautomatisierungssysteme zu entwickeln, bei
denen ebenfalls jedes einzelne Modell einen Aspekt repra¨sentiert, um die Komplexita¨t der
Darstellung zu reduzieren. Es wird jedoch nicht die Benutzungsschnittstelle konstruiert, son-
dern die Anwendungsfunktionalita¨t. Bei den von ihm betrachteten Aspekten handelt es sich
z. B. um Echtzeitaspekte, mathematische Aspekte von Prozeßmodellen etc. Mehrere visuelle
Darstellungen ko¨nnen wiederum ein Modell beschreiben, und mehrere Modelle ko¨nnen einen
Aspekt deﬁnieren.
Objektorientierte Analyse- und Designmodelle
Die Aspekte Struktur und Verhalten objektorientierter Programme sind auch Gegenstand von
Modellierungsmethoden wie den objektorientierten Analyse- und Designmethoden. Durch das
Anwendungsfeld Entwicklung von Benutzungsschnittstellen ko¨nnen jedoch in das vorgestellte
Aspektmodell benutzungsschnittstellen-speziﬁsche Aspekte, z. B. Layout und die Anbindung,
eingebracht werden. Auf einer abstrakteren Ebene handelt es sich jedoch um den gleichen
Ansatz zur Modularisierung von objektorientierten Softwaresystemen. Dies wird auch im
na¨chsten Kapitel bei den Methoden zur Visualisierung der Aspekte deutlich, da beide Ansa¨tze
z. B. fu¨r den Struktur-Aspekt dieselben visuellen Beschreibungsmethoden verwenden.
Aspektorientiertes Programmieren
Seit einiger Zeit gibt es den Ansatz des sog. aspektorientierten Programmierens [KLM+97].
Bei der aspektorientierten Programmierung werden ebenfalls Aspekte deﬁniert, die dann in
die Programmstruktur (Methoden, Module etc.) automatisch eingewoben werden (durch sog.
Aspektweber, engl. aspect weaver). Fu¨r jeden Aspekt gibt es dabei ein Programmiersprachen-
konstrukt, mit dem genau dieser Aspekt ausgedru¨ckt werden kann. Die zugrundeliegende Idee
ist also sehr a¨hnlich, aber sie wird verschieden umgesetzt: Wa¨hrend bei meinem Aspektmodell
der Aspekt zuna¨chst durch eine Visualisierung ausgedru¨ckt wird, die dann in allgemeine Kon-
strukte der Implementierungssprache umgesetzt wird, werden beim aspektorienten Program-
mieren neue Sprachkonstrukte eingefu¨hrt, die nur zur Deﬁnition dieses Aspekts dient. Das
hier verwendete Aspektmodell ko¨nnte durch aspektorientiertes Programmieren unterstu¨tzt
werden, indem Sprachkonstrukte und ein Aspektweber fu¨r die vorgestellten Aspekte entwor-
fen wu¨rde. Dann wu¨rde die Visualisierung auf aspektspeziﬁsche Sprachkonstrukte abgebildet
werden.
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5.3 Ebenenu¨bergreifende Modellierung mit dem
Aspektmodell: Falltu¨ren zwischen den Program-
mierebenen 3 bis 0
In diesem Abschnitt wird die Diskussion u¨ber Lern- und Versta¨ndnisbarrieren von Seite 24
wieder aufgegriﬀen. Mit dem Aspektmodell ko¨nnen die von Myers [Mye00a] kritisierten und
bereits diskutierten Lernhu¨rden abgemildert werden; es erlaubt ein die Programmierebenen
u¨bergreifendes Versta¨ndnis von Benutzungsschnittstellen.
Auf jeder der deﬁnierten Programmierebenen
• textuelle Programmierung der durch die Sprache vorgegebenen Mechanismen (Ebene
0),
• textuelle Programmierung der durch die Klassenbibliothek gegebenen Strukturen und
Mechanismen (Ebene 1),
• visuelle Programmierung der durch die Klassenbibliothek gegebenen Strukturen und
Mechanismen (Ebene 2) und
• aufgabenorientierte Programmierung (Ebene 3)
wird deutlich, welche Aspekte mit einer vorliegenden visuellen oder textuellen Methode deﬁ-
niert werden ko¨nnen.
Wenn eine solche Methode auf einer Ebene nicht hilft, die Vorstellungen der Entwickler/in
umzusetzen, kann eine
”
Falltu¨r” [SBG00] zur na¨chst tieferen Ebene geo¨ﬀnet werden. Es wird
dann eine Methode angeboten, die auf der tieferen Ebene genau diesen Aspekt beschreibt.
Damit muß nur ein Teil der Lernhu¨rde auf einmal u¨berwunden werden, und die Lernkurve
wird damit glatter und angenehmer zu
”
ersteigen”.
Als Beispiel sei die Programmierung des MVC-Prinzips genannt. Ein Teil der Programmierung
des Verhaltensaspekts einer Benutzungsschnittstelle kann durch aufgabenbezogene Visualisie-
rung (Ebene 3) erfolgen, z. B. mit der spa¨ter in Abschnitt 6.3.1 beschriebenen Verhaltensbi-
bliothek.
Vielleicht ist jedoch ein gewu¨nschtes Verhalten in dieser Bibliothek nicht vorhanden. Dann
muß die Programmierer/in auf die Ebene 2
”
heruntersteigen” und das Verhalten mittels des
MVC-Musters programmieren. Dazu dient z. B. der spa¨ter in Abschnitt 6.3.4 beschriebene
MVC-Editor, der visuelles Programmieren einer MVC-Einheit erlaubt. In Abschnitt 7.4 wird
ein solcher vertikaler Abstieg anhand einer Fallstudie bei der Programmierung des Tankbei-
spiels genauer erla¨utert.
Das Konzept Deﬁnition des Verhaltensaspekts wird von Ebene 3 in Ebene 2 abgebildet, d. h.
die Entwickler/in kann jederzeit anhand des Aspektmodells die Beziehung zwischen den beiden
Speziﬁkationsmethoden erkennen und das Konzept des MVC-Musters leichter erlernen. Beim




Fu¨r Anfa¨nger/innen in der (Benutzungsschnittstellen-)Programmierung ist daher das folgende
Vorgehen mo¨glich:
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1. Verstehen des Aspektmodells.
2. Visuelle Speziﬁkation mit aufgabenbezogenen Methoden (Ebene 3).
3. Wenn diese nicht ausreichen:
(a) Visuelle Speziﬁkation mit Komponenten (Abstieg zu Ebene 2),
(b) visuelle Speziﬁkation mit Hilfe von Entwurfsmustern (ebenfalls Ebene 2) oder
(c) visuelle Speziﬁkation sonstiger Mechanismen (Ebene 2).
4. Wenn diese nicht ausreichen: Textuelle Speziﬁkation mit Entwurfsmustern (Abstieg auf
Ebene 1)
5. Normale textuelle Programmierung (Abstieg auf Ebene 0).
Abbildung 5.5 skizziert die Zusammenha¨nge zwischen den Programmierebenen und dem
Aspektmodell am Beispiel der Verhaltensmodellierung des Tankbeispiels:
   instanceVariableNames: ’inhalt zufl abfl’
Model subclass: #Tank
classVariableNames: ’ ’
when one object changes state, all its depen-
    zufl := false.
Implementation
category: ’Fuellstandsanzeige’
! Tank methodsFor: ’initialize-release’
initialize
    inhalt := 0.
Define a dependency between objects so that
dents are notified..
Observer, Publisher Subscriber



















Abbildung 5.5: Modellierung des Verhaltensaspekts auf verschiedenen Ebenen
Kapitel 6
Visuelle Methoden zur Speziﬁkation
der Aspekte
At the end of the day, there has to be a program.
So I nominate coding as the one activity
we know we can’t do without.
Whether you draw diagrams that generate code
or you type it at a browser, you are coding. [Bec00]
In diesem Kapitel werden Beispiele fu¨r visuelle Speziﬁkationsmethoden vorgestellt, mit de-
nen die im letzten Kapitel beschriebenen Aspekte Layout, Struktur, Verhalten und Anbindung
einer Benutzungsschnittstelle speziﬁziert werden ko¨nnen. Einige Speziﬁkationsmethoden wur-
den prototypisch durch das Werkzeug COMBO implementiert. Die Benutzungsschnittstelle
und Implementierungsdetails von COMBO werden im na¨chsten Kapitel beschrieben.
Einfu¨hrung
Visuelle Speziﬁkationsmethoden
Viele visuelle Notationen ko¨nnen, mit einer passenden Interpretation der Graphik, als Speziﬁ-
kationsmethoden verwendet werden. Bestimmte Klassen von visuellen Notationen hat Myers
in [Mye90] als geeignet fu¨r visuelle Speziﬁkationsmethoden klassiﬁziert:
• Flußdiagramme (Programmablaufpla¨ne) • Matrizen
• Flußdiagramm-Abko¨mmlinge (z. B. Petrinetze) • Formulare
• Datenﬂußdiagramme • Sa¨tze, gebildet aus Piktogrammen
• Gerichtete Graphen • Tabellenkalkulation
• Graphen-Abko¨mmlinge • Speziﬁkation durch Vormachen
• Blockdiagramme
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Auswahl und Beschreibung der in dieser Arbeit verwendeten visu-
ellen Speziﬁkationsmethoden
Die Auswahl der in diesem Kapitel vorgestellten visuellen Speziﬁkationsmethoden wurde nach
folgenden Kriterien getroﬀen:
• Fu¨r jeden der Aspekte Layout, Struktur, Verhalten und Anbindung sollte mindestens
eine visuelle Speziﬁkationsmethode vorgestellt werden. Damit soll gezeigt werden, daß
das Konzept umsetzbar ist, eine Benutzungsschnittstelle im Aspektmodell mit Hilfe
solcher visuellen Methoden zu deﬁnieren (Aspektansatz).
• Der Schwerpunkt bei der Entwicklung (und Implementierung) der visuellen Speziﬁka-
tionsmethoden liegt auf der Visualisierung von Entwurfsmustern, HCI-Mustern und
Komponenten, die in Abschnitt 4.5 vorgestellt wurden.
• Der in Kapitel 5 beschriebene
”
Falltu¨renansatz” soll durch Methoden auf jeder Ebene
in mindestens einem Aspekt verdeutlicht werden. Hierfu¨r wurde der Verhaltensaspekt
mit Implementierung durch den MVC-Ansatz gewa¨hlt.
Jede der im Rahmen dieser Arbeit untersuchten Methoden kann sehr ausfu¨hrlich diskutiert
werden, was den Umfang der Arbeit jedoch sprengen wu¨rde. Um die Beschreibung der visu-
ellen Speziﬁkationsmethoden mo¨glichst kurz zu halten, wird folgendes Schema benutzt:
Schema zur Beschreibung jeder einzelnen visuellen Speziﬁkationsmethode
Name der Speziﬁkationsmethode
  
A. Einfu¨hrung und Notation
Eine kurze Beschreibung, evtl. mit Verweis auf die Literatur. Die Notation, Vorge-
hensweise oder Interaktionsform wird vorgestellt, falls sie nicht aus der Literatur
bekannt ist; ebenso erfolgt eine Beschreibung der visuellen Prinzipien gema¨ß Deﬁ-
nition in Kapitel 2.

B. Konzeptuelles Modell und Programmierebene
Welche Vorstellung liegt der Speziﬁkationsmethode zugrunde? Auf welcher Program-
mierebene erfolgt die Speziﬁkation?

C. Besonderheiten und Bewertung
Was macht diese Speziﬁkationsmethode besonders geeignet fu¨r die Deﬁnition eines
Aspekts. Wie hat sich die Methode bewa¨hrt?
∼∼∼
D. Realisierung im Werkzeug COMBO
U¨berblick u¨ber die Implementierung und Anwendung in COMBO.
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Reihenfolge der vorgestellten Methoden
Die Speziﬁkationsmethoden werden in der folgenden Reihenfolge vorgestellt:
• Zuerst werden nach den genannten Kriterien ausgewa¨hlte visuelle Speziﬁkationsmetho-
den fu¨r die in Kapitel 5 gezeigten Aspekte des Aspektmodells beschrieben. Die Auswahl
soll dabei als Vorschlag verstanden werden; weitere Speziﬁkationsmethoden ko¨nnen das
in dieser Arbeit vorgestellte Vorgehen erga¨nzen. (Ich hoﬀe, daß die Leserinnen und Leser
durch diese Arbeit zum Entwickeln weiterer Methoden angeregt werden.)
• Daran anschließend werden die in dieser Arbeit entwickelten visuellen Speziﬁkations-
methoden fu¨r Konzepte wie Anwendungsrahmen, Entwurfsmuster und Komponenten
erla¨utert. Diese Methoden werden deshalb in eigenen Abschnitten vorgestellt, weil sie
mehrere Aspekte oder Programmierebenen zusammenfassen und das Aspektmodell nur
benutzen. D. h., obwohl Anwendungsrahmen, Entwurfsmuster und Komponenten mit
den Notationen der visuellen Speziﬁkationsmethoden der einzelnen Aspekte speziﬁziert
werden, speziﬁzieren sie Teile mehrerer Aspekte gleichzeitig.
– Visuelle Speziﬁkationsmethoden fu¨r Anwendungsrahmen beschreiben mehrere As-
pekte. Sie werden in dieser Arbeit jedoch aufgrund ihrer A¨hnlichkeit zu den Soft-
ware Engineering-Entwurfsmustern nur kurz diskutiert.
– Entwurfsmuster beschreiben ebenfalls mehrere Aspekte. Insbesondere Entwurfs-
muster aus dem Bereich Softwareentwicklung werden meist mit Hilfe der UML
beschrieben, die fu¨r objektorientierte Software ebenfalls mehrere visuelle Beschrei-
bungen fu¨r Klassenstrukturen und Objektverhalten anbietet.
– Die Komponententechnologie dagegen erfordert neue U¨berlegungen, da jede Kom-
ponente alle Aspekte in sich vereint und daru¨berhinaus das Zusammenarbeiten und
die Kommunikation der Komponenten neue Mechanismen einfu¨hrt. Die Speziﬁkati-
on einer einzelnen Komponente kann zuna¨chst mithilfe der verschiedenen visuellen
Methoden fu¨r die einzelnen Aspekte erstellt werden. Fu¨r die Kapselung und das
Zusammensetzen von Komponenten wurden im Rahmen dieser Arbeit jedoch neue
visuelle Speziﬁkationsmethoden entwickelt.
Fu¨r jeden Aspekt wird zuna¨chst eine U¨bersicht prinzipiell in Frage kommender Methoden und
eine kurze Abgrenzung zum Stand der Forschung gegeben, danach werden einige Methoden
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genauer vorgestellt, die im Rahmen dieser Arbeit untersucht und integriert wurden:




Abschnitt 6.2 Visuelle Speziﬁkationsmethoden fu¨r den Aspekt Struktur
• Klassen- und Objektdiagramme




• visuelle Speziﬁkation der Anwendung des MVC-Musters
Abschnitt 6.4 Visuelle Speziﬁkationsmethoden fu¨r den Aspekt Anbindung
• Objekt-Petrinetze
• visuelle Methodenbeschreibung
• Auswa¨hlen und Beschreiben
• Verhaltensbibliothek
Abschnitt 6.5 Visuelle Speziﬁkationsmethoden fu¨r Anwendungsrahmen
• Visualisierung der Entwurfsmuster in Anwendungsrahmen




Abschnitt 6.7 Visuelle Speziﬁkationsmethoden fu¨r Komponenten
• visuelles Entwerfen von Komponenten
• visuelles Zusammensetzen von Komponenten
Architektur zum Verwenden visueller Speziﬁkationsmethoden im
Werkzeug COMBO
COMBO unterstu¨tzt die visuellen Speziﬁkationsmethoden durch eine Architektur, die die



















Die Gesamtspeziﬁkation der Benutzungs-
schnittstelle wird aus der Speziﬁkation der
einzelnen Aspekte zusammengestellt, wie
in der nebenstehenden Abbildung zu se-
hen ist. Aus dieser Speziﬁkation ko¨nn-
te der Quellcode generiert werden. Durch
die Wahl von Smalltalk als Implemen-
tierungssprache (siehe Kapitel 7) entfa¨llt
aber dieser Schritt, und aus dem Modell
kann die Laufzeit-Benutzungsschnittstelle
unmittelbar gestartet werden.
Abbildung 6.1: Basisarchitektur von COMBO
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Jede einzelne der Aspekt-Speziﬁkationen erfolgt durch Editoren, mit denen die visuelle Spe-
ziﬁkation erstellt werden kann. Abbildung 6.2 zeigt, welche Editoren zur Speziﬁkation der






















Editoren für den Struktur-Aspekt
Editoren für den Anbindungs-Aspekt
Editoren für den Layout-Aspekt
Abbildung 6.2: Editoren zur Speziﬁkation der Aspekte
Es gibt in COMBO auch visuelle Speziﬁkationsmethoden, die keine eigenen Editoren anbieten,
sondern auf den anderen Editoren arbeiten, z. B.
”
Auswa¨hlen und Beschreiben“ fu¨r den
Anbindungsaspekt.
Weiterhin gibt es visuelle Speziﬁkationsmethoden, die unterstu¨tzend fu¨r andere Methoden
sind, z. B. die Editoren fu¨r Software Engineering-Entwurfsmuster oder die Komponenten-
Editoren. Abbildung 6.3 zeigt alle Editoren.






























Editoren für den Layout-Aspekt
Komponenten-








Editoren für den Anbindungs-Aspekt
Abbildung 6.3: Aspektunterstu¨tzende Speziﬁkationsmethoden: Entwurfsmuster und Kompo-
nenten
6.1 Der Layoutaspekt : Anordnung auf der Oberﬂa¨che
und graphische Attribute
U¨bersicht u¨ber Speziﬁkationsmethoden fu¨r das Layout
Das Layout einer Benutzungsoberﬂa¨che, also die Anordnung der graphischen Elemente der
Benutzungsschnittstelle, ist durch die Sichtbarkeit seiner Bausteine sehr gut auf der aufga-
benorientierten Ebene (Ebene 3) zu erstellen.
Ein Beispiel dafu¨r ist die Klasse der Anordnungswerkzeuge (engl. interface builder),
seltener werden Zeichenprogramme zur Gestaltung der Oberﬂa¨che benutzt, da sie in be-
stehenden Werkzeugen schwierig mit den Widgets zu integrieren sind.
Neben solchen Anordnungen von Hand gibt es prinzipiell auch die automatische Anordnung,
z. B. bei automatischer Generierung der Oberﬂa¨che aus Datenstrukturen (z. B. im Werkzeug
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Janus, siehe [Bal93]). Solche Werkzeuge werden hier aber nicht weiter betrachtet, da sie die
Anordnung nicht visuell beschreiben.
Zur Unterstu¨tzung werden bei Anordnungswerkzeugen Formatierungshilfen verwendet, die
Gruppierungen und Ausrichtungen der Gruppierungen erlauben.
Dazu za¨hlen auch halbautomatische Layoutstrategien wie die sog. Layoutmanager [Hen97],
die in der Java-Klassenbibliothek verwendet werden, oder die Gestalter im HotDoc-
Anwendungsrahmen [Buc98]. Eine solche Formatierungshilfe gibt durch eine auswa¨hlbare
Strategie die relative Positionierung der Elemente auf der Oberﬂa¨che an. Die absoluten Po-
sitionen werden je nach gewa¨hlter Strategie berechnet. Beispiele fu¨r solche Layoutstrategien
sind Formatierungen wie
”
Anordnung von links nach rechts in Reihen” oder
”
Anordnung
jedes Widgets auf einer eigenen Karteikarte”. Layoutstrategien unterscheiden sich von voll-
automatischen Ansa¨tzen dadurch, daß nur eine grobe Anordnung als Bedingung vorgegeben
wird.
Denkbar sind auch Formatierungshilfen, die die Integration der Inhalte von Stilfu¨hrern oder
Richtlinien in ein bestehendes Layout durch eine visuelle Darstellung unterstu¨tzen.
Im Rahmen dieser Arbeit werden anwendungsspeziﬁsche Anordnungen durch die Lay-
outbibliothek beru¨cksichtigt.
Graphische Constraints (dts. einschra¨nkende Bedingung, zeichnerische Nebenbedingungen
[Hof97]) ko¨nnen ebenfalls zur Anordnung von Elementen auf der Oberﬂa¨che wie auch zur De-
ﬁnition von Verhalten verwendet werden. Ein Constraint-System zur Anordnung graphischer
Elemente erlaubt das deklarative Festlegen graphischer Eigenschaften und automatisches Si-
cherstellen der Konsistenz bei A¨nderung der Graphik (nach [Szw92, Ege92]).
Dahinter steckt die Vorstellung, Beziehungen zwischen Elementen durch Beschreibung der
Zusammenha¨nge auszudru¨cken, anstatt bezogen auf ein Grundsystem. Beispielsweise wird
die Position eines graphischen Benutzungsschnittstellen-Elements nicht durch Werte in einem
Koordinatensystem ausgedru¨ckt, sondern durch Beziehungen der Form:
”
Der Knopf ist auf
der gleichen Ho¨he wie der Knopf links daneben”. Solche Beziehungen lassen sich auch visuell
ausdru¨cken: In den Werkzeugen Peridot [Mye88] und Lapidary [Mye93] ko¨nnen graphische Be-
dingungen visuell durch Dialogboxen und durch Vormachen deklariert werden (auch das Ver-
halten). Rockit [KLW92] leitet mo¨gliche Bedingungen aus den Interaktionen der Benutzer/in
ab. Die Programmierung erfolgt sowohl bei Rockit als auch bei Lapidary aufgabenorientiert
(Ebene 3). Die visuelle Speziﬁkation von graphischen Constraints ist fu¨r ein Werkzeug wie
COMBO sehr interessant, wurde aber nicht umgesetzt, weil es bereits viele Implementierungen
gibt, und die Programmierung mit Constraints die Einfu¨hrung eines weiteren Mechanismus
bedeutet ha¨tte.
Eine interessante Variante ist das interaktive Skizzieren, bei dem Skizzen, die mit einem
Eingabestift gemacht werden, als Grundlage fu¨r die Anordnung dienen. Ein solches System ist
z. B. SILK [LM00], dessen Techniken auch in DENIM [LNHL00] zum Entwurf von Webseiten
verwendet werden.
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6.1.1 Anordnungswerkzeuge (interface builder)1
  
A. Einfu¨hrung und Notation
Anordnungswerkzeuge benutzen das Anordnungsprinzip wie in Abschnitt 2.3 beschrieben,
i. d. R. zusammen mit der Mo¨glichkeit einer Auswahl von Elementen, die in einem Feld
angeordnet werden ko¨nnen. Die meisten Programmierumgebungen bieten heute ein solches
Werkzeug an.
Erlaubt ist eine beliebige zweidimensionale Anordnung aller Elemente, die zur Auswahl stehen.
Diese werden auf Objekte als Auspra¨gungen von Klassen der Klassenbibliothek abgebildet,
deren Attribute (z. B. Position, Farbe, Markierung) so gesetzt sind, wie sie bei der Anordnung
von der Entwickler/in deﬁniert wurden.

B. Konzeptuelles Modell und Programmierebene
Die Speziﬁkation des Layouts erfolgt durch Anordnen, d. h. aufgabenorientiert (Ebene 3). Die
Vorstellung ist, daß Elemente (z. B. ein Knopf) aus einer Auswahl von bereits beschriebenen
Klassen von Elementen ausgepra¨gt werden kann. Dabei werden seine Attribute explizit belegt
(z. B. bei einem Knopf das Attribut beschriftung durch die Zeichenreihe ’’Fluss Prozesse
stoppen’’) . Abbildung 6.4 zeigt ein typisches Beispiel.

C. Besonderheiten und Bewertung
Anordnungswerkzeuge sind sehr intuitiv: Einerseits zeigen sie alle in der Umgebung vorhan-
denen Elemente, die sich die Entwickler/in nicht mehr merken muß, andererseits simulieren
sie u¨bliche Anordnungsstrategien (z. B. beim Layout einer Zeitung).
Anordnungswerkzeuge verbergen zwei Eigenschaften objektorientierter Programme, deren
Sichtbarkeit die Komplexita¨t des konzeptuellen Modells erho¨hen wu¨rden:
1. Den Unterschied zwischen Klassen und Auspra¨gungen und
2. welcher Art die anzuordnenden Elemente sind,
d. h. ob es sich um Objekte, Komponenten oder Datenstrukturen der strukturierten Program-
mierung handelt, merkt die Entwickler/in nicht.
∼∼∼
D. Realisierung im Werkzeug COMBO
COMBO bietet zur Zeit zwei Anordnungswerkzeuge an: Eines fu¨r
”
normale” Widgets und
eines fu¨r die Entwicklung des Aussehens von einzelnen Komponenten.
Anordnungswerkzeug fu¨r Widgets:
Statt einer Eigenentwicklung wurde das in der Entwicklungsumgebung VisualWorks enthal-
tene Anordnungswerkzeug UIBuilder erweitert.
1Fu¨r diese und die folgenden Methoden wird das in Kapitel 6 eingefu¨hrte Schema benutzt.
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Die Auswahl der Widgets erfolgt mit Hilfe einer verkleinerten Darstellung aller vorgefertigten
Widgets auf einer Palette (siehe Abbildung 6.4).
Abbildung 6.4: Anordnung aus Tankwidget und Kno¨pfen
Anordnungswerkzeug fu¨r das Aussehen von Komponenten:
Komponenten werden zur Zeit mit einem eigenen Anordnungswerkzeug, genannt LCLCom-
ponent [Mar00], entwickelt. Das ist in der prototypischen Implementierung no¨tig, um Kom-
ponenten kapseln zu ko¨nnen. Ist eine Komponente fertig entwickelt, kann sie der Palette als
Widget hinzugefu¨gt werden.
Abbildung 6.5: Anordnung innerhalb der Tank-Komponente
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6.1.2 Zeichenprogramme
  
A. Einfu¨hrung und Notation
Zeichenprogramme wie CorelDraw [Cor00], Designer [MIC98] oder auch die bekannten Zei-
chenfunktionen in Microsoft Word oder PowerPoint werden hauptsa¨chlich zum Erstellen von
Dokumenten verwendet.
Mit den graphischen Grundelementen eines Zeichenprogramms (z. B. Linien, Rechtecke, Krei-
se, Freihandzeichnungen) kann auch das Aussehen von Elementen der Benutzungsschnittstelle
festgelegt werden. Dazu muß es prinzipiell mo¨glich sein, einzelne graphische Elemente oder
Gruppierungen von Elementen auf Widgetklassen abzubilden. Wa¨hrend bei den Anordnung-
werkzeugen nur Auspra¨gungen der Klassen erzeugt werden, mu¨ssen die Zeichnungen zweifach
interpretiert werden: Aus der Zeichnung, oder Teilen davon, mu¨ssen
1. Widgetklassen erzeugt werden, beispielsweise als Unterklassen einer Klasse, die in eine
Benutzungsschnittstelle eingebunden werden. Es ist hilfreich, wenn diese Klassen dann
2. auch als Widgets in einem Anordnungswerkzeug oder einem anderen Layoutwerkzeug
verwendet werden ko¨nnen. Dies ist z. B. im Werkzeug XFaceMaker [Con94] mit einem
speziellen Einbindungsmechanismus mo¨glich.

B. Konzeptuelles Modell und Programmierebene
Das Zeichnen eines Widgets entspricht der Vorstellung, daß sein Aussehen aus graphischen
Basiselementen (Kreis, Rechteck) zusammengesetzt ist. Wenn keine passenden vordeﬁnierten
Elemente vorhanden sind, ist das Zeichnen die einfachste aufgabenorientierte Mo¨glichkeit, das
Aussehen festzulegen.
Die meisten Zeichenprogramme erlauben direkte Manipulation der graphischen Elemente,
sowie menu¨basierte Parametrisierung der graphischen Attribute (Ebene 3).

C. Besonderheiten und Bewertung
Die erzeugten graphischen Elemente sind alleinstehende Bilder, solange es keine Mo¨glichkeit
gibt, sie in die Benutzungsschnittstelle einzubinden. Oft werden die Graphiken nur als Bilder,
z. B. fu¨r den Hintergrund, oder als Aufschrift fu¨r einen Knopf verwendet. Um gezeichnete
Elemente wiederverwendbar als Widget im Entwicklungssystem zu integrieren, mu¨ssen sie als
Objekte (oder Funktionen) in die entsprechenden Bibliotheken eingebunden werden. Obwohl
Zeichenprogramme weit verbreitet sind, ist diese Mo¨glichkeit selten vorhanden. Beispielsweise
bieten die Werkzeuge grinx oder sphinx open (eine Realisierung in Java) [in-00a, in-00b] solche
Zeichenfunktionen an. Die Graphik kann auch auf der Benutzungsoberﬂa¨che plaziert, jedoch
nicht als Widget, eingebunden werden.
∼∼∼
D. Realisierung im Werkzeug COMBO
Das Zeichenprogramm in COMBO ist fu¨r die Integration der erzeugten Graphik als Widget
ausgelegt. Gezeichnete Elemente ko¨nnen als vordeﬁnierte Elemente im Anordnungswerkzeug
fu¨r die Benutzungsschnittstellen-Entwicklung zur Verfu¨gung gestellt werden.
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Abbildung 6.6: Erstellung des Tank-Widgets mit Hilfe des Zeichenprogramms
6.1.3 Layoutbibliothek
  
A. Einfu¨hrung und Notation
Diese Methode spiegelt die Entwurfsmuster-Sprache
”
Anwendungsspeziﬁsches Layout” aus
Kapitel 4.4.2.2 wider. Sie ist eine Formatierungshilfe, die die Anwendung bestimmter Grund-
muster im Layout fu¨r vordeﬁnierte Anwendungsgebiete erlaubt. Die Auswahl erfolgt z. B. mit
Hilfe einer Palette.
Die Layoutbibliothek hat, außer der Auswahl auf einer Palette, keine eigene Notation, son-
dern ist eher eine Art Hilfe-Funktion. Die Auswahl eines vordeﬁnierten Layouts wird durch
die Plazierung der entsprechenden Widgets auf der Arbeitsﬂa¨che interpretiert. Das Layout
wird dann entweder mit Hilfe eines Zeichenprogramms oder eines Anordnungswerkzeugs de-
ﬁniert, je nachdem zu welchem Werkzeug die Zeichenﬂa¨che geho¨rt, siehe Abbildung 6.7. Die
Interpretation der Widgets verla¨uft dann wie bei den einzelnen Werkzeugen beschrieben.

B. Konzeptuelles Modell und Programmierebene
Die Layoutbibliothek basiert, wie die Anordnungswerkzeuge, auf der Vorstellung von der Ver-
wendung vordeﬁnierter Elemente und Strukturen, die die mentalen Anforderungen verringert.
Die Benutzung der Layoutbibliothek ﬁndet, sofern sie durch direkte Manipulation auf einem
Anordnungs- oder Zeichenwerkzeug angegeben werden kann, wieder auf der aufgabenorien-
tierten Ebene (Ebene 3) statt.

C. Besonderheiten und Bewertung
Der Layoutbibliothek liegt die Entwurfsmuster-Sprache
”
Anwendungsspeziﬁsches Layout” zu-
grunde. Es handelt sich also, wie bei Entwurfsmuster-Sprachen u¨blich, um ein baumstruktu-
riertes Vorgehen, das die einzelnen Elemente immer weiter verfeinern kann. Dadurch wird die
Verwendung vordeﬁnierter Layouts nicht zu statisch, und jedes Element kann, statt in die
na¨chste Baumebene verfeinert zu werden, durch eigene Elemente ersetzt werden.
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Bei der Realisierung unter Verwendung einer Palette, d. h. relativ kleiner Abbildungsﬂa¨chen
fu¨r die Auswahl, ist die Kenntnis der Entwurfsmuster-Sprache erforderlich. Durch die Ver-
wendung von z. B. Assistenten ko¨nnte die Entwickler/in besser gefu¨hrt werden.
∼∼∼






Abbildung 6.7: Die prototypische Implementierung der Layoutbibliothek
Die Auswahl der Layouts ist durch eine Palette vorgegeben. Die Auswahl
”
Action-Application-
Status” erzeugt eine Layoutschablone, in der oben ein Menu¨, in der Mitte ein Platz fu¨r die
Visualisierung der Anwendung und unten Platz fu¨r eine Statusleiste eingetragen wird. Solch
ein Layout kann zuna¨chst der Anwendung angepaßt werden, und die Platzhalter ko¨nnen mit
weiteren Mustern verfeinert werden.
Die Abbildung der einzelnen Muster auf das Layout ist durch Smalltalk Klassen realisiert,
z. B. wird das Muster
”
VisualizeApplication” durch einen ViewHolder implementiert.
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6.2 Der Strukturaspekt : Elemente einer Benutzungs-
schnittstelle und ihre Struktur
Die
”
Baupla¨ne” objektorientierter Systeme werden in der Regel durch Klassen- und Ob-
jektdiagramme dargestellt.
Dazu ko¨nnen prinzipiell alle Klassendarstellungen ga¨ngiger OOA/D-Methoden verwendet wer-
den, z. B. die Uniﬁed Modeling Language (UML) [BRJ97, Oes97], die Object Modeling Tech-
nique (OMT) - eine der Methoden, die Grundlage der UML war [RBP+91] - oder OOA/D
nach Coad und Yourdon [CNM95, CY91, CN94]. Eine U¨bersicht gibt z. B. [Sie92]. Im Rah-
men dieser Arbeit soll die visuelle Darstellung dieses Aspekts der Entwickler/in die Struktur
der Elemente des
”
hinter” der Oberﬂa¨che liegenden Programms zeigen, wie Baupla¨ne, die die
hinter der Fassade liegenden Elemente und Strukturen eines Hauses zeigen.
Alle A¨nderungen an anderen Aspekten, die Auswirkungen auf die Objekt- oder Klassenstruk-
tur haben, sollen in den Strukturdiagrammen sichtbar werden. Schneider [Sch95] betont, daß
die Darstellung solcher Strukturen eng an ein Anordnungswerkzeug angebunden werden soll-
te. Im Gegensatz dazu erfolgt bei den meisten OOA/D-Werkzeugen eine Trennung der bei-
den Darstellungen, indem die Klassen- und Objektstruktur in dem Werkzeug gezeigt wird,
wa¨hrend die Entwicklung des Aussehens der Benutzungsschnittstelle in eine, in einer spa¨teren
Phase benutzten Programmierumgebung integriert ist.
Besonders in den Werkzeugen, die speziell zum Erstellen von Anwendungen in technischen
Bereichen gedacht sind, wird die Struktur des Programms
”
hinter” der Benutzungsoberﬂa¨che
mit Hilfe von Metaphern oder Analogien dargestellt:
• LabViews [Nat00], ein Werkzeug fu¨r die Meßtechnik, zeigt die Blockstruktrur der An-
wendung.
• HP VEE [HP98], ebenfalls aus dem Bereich Meßtechnik, zeigt die einzelnen Oberﬂa¨chen-
elemente als Blo¨cke, jedoch nicht in ihrer Anordnung auf der Oberﬂa¨che, sondern mit
Beziehungen zwischen ihnen, die beispielsweise Signalaustausch bedeuten.
• Eine a¨hnliche Darstellung verwendet auch Simulink fu¨r die Regelungstechnik, ein Werk-
zeug, das in MatLab [Sci00] integriert ist.
• In der Darstellung in Electronics Workbench [Int96] ko¨nnen einzelne Schaltungselemente
und die Schaltungen dargestellt werden.
Solche anwendungsspeziﬁschen Darstellungen sind sehr gut, wenn sie ausschließlich in einem
technischen Bereich angewendet werden. Meistens sind die Entwickler/innen damit an vorde-
ﬁnierte Blo¨cke oder Schaltungselemente gebunden, bzw. mu¨ssen andere Blo¨cke und Elemente
von Hand programmieren. Der Code wird oft automatisch aus den Darstellungen generiert,
daher ist es schwer, neue Programmierungs-Technologien, wie beispielsweise den Einsatz von
Entwurfsmustern oder Komponenten-Technologie, zu integrieren.
Neben Klassen- und Objekt-Strukturen sind weitere Strukturen darstellbar: Beispielsweise
ko¨nnen Aufgabenmodelle (d. h. die in der Analyse identiﬁzierten Aufgaben der zuku¨nftigen
Benutzer/in) visuell dargestellt werden:
• Aufgaben werden im sog. Teallach Task-Modell [GPGW99] visuell durch Piktogramme,
die die Art der Aufgabe beschreiben, innerhalb einer Baumstruktur dargestellt.
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• Das Werkzeug MOBI-D [Pue99] bietet ebenfalls eine Darstellung der Aufgaben und ein
Abbildungswerkzeug von Aufgaben zu Oberﬂa¨chenelementen.
Da in der vorliegenden Arbeit die fru¨hen Phasen der Entwicklung von Benutzungsschnitt-
stellen nicht beru¨cksichtigt werden, ﬁndet sich auch keine Umsetzung fu¨r Strukturen wie
Aufgabenmodelle in COMBO.
6.2.1 Darstellung der Objektstruktur
  
A. Einfu¨hrung und Notation
In der Darstellung der Objektstruktur werden alle Auspra¨gungen dargestellt, die fu¨r die Be-
nutzungsschnittstelle erzeugt werden. Als Notation wird am besten eine der bekannten Ob-
jektdarstellungen gewa¨hlt, z. B. die UML.

B. Konzeptuelles Modell und Programmierebene
Die Darstellung der Objektstruktur als Bauplan soll die Entwickler/in dabei unterstu¨tzen,
bewußt objektorientierte Programmierung einzusetzen. Jedes Einfu¨gen eines Widgets erzeugt
neue Objektelemente in der Objektvisualisierung und somit wird fu¨r die Entwickler/in die Be-
ziehung zwischen objektorientiertem Programm und Anordnung der Benutzungsschnittstelle
direkt sichtbar.
Es wird auch sichtbar, aus welchen Objekten sich komplexere Strukturen zusammensetzen,
z. B. die anordnungsspeziﬁschen Layouts (siehe Abschnitt 6.1.3), sofern beide Notationen
parallel verwendet werden.

C. Besonderheiten und Bewertung
Oft wird u¨bersehen, daß gerade Endbenutzer/innen Schwierigkeiten haben, objektorientiert
zu programmieren, insbesondere, wenn es sich bei der Zielsprache um eine hybride Program-
miersprache, wie C++, handelt. Eine besondere Schwierigkeit ist auch die Erzeugung von
Auspra¨gungen in Abgrenzung zur Deﬁnition von Klassen. Beim textuellen objektorientierten




Model subclass #myModel” eine Klasse,
”
tmpModel := myModel new.” erzeugt eine Auspra¨gung.
Beim Benutzen von Anordnungswerkzeugen verschwindet dieser Unterschied. Durch die Un-
terscheidung von Objekt- und Klassenstruktur wird genau dieser Schwierigkeit Rechnung ge-
tragen. Ob das der Entwickler/in wirklich hilft, ist allerdings noch nicht empirisch u¨berpru¨ft
worden, da eine solche U¨berpru¨fung den Rahmen der Arbeit gesprengt ha¨tte.
∼∼∼
D. Implementierung im Werkzeug COMBO
Es wird eine UML-a¨hnliche Notation verwendet, in der Objekte als Rechtecke mit ihren
Attributen und Methodennamen dargestellt werden.
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Klassendiagramme sind in vielen OOA/D-Werkzeugen ebenfalls weit verbreitet. Es ist gut,
eine bekannte Notation zu wa¨hlen, insbesondere wenn neben COMBO auch OOA/D- oder
andere Werkzeuge verwendet werden.

B. Konzeptuelles Modell und Programmierebene
Das konzeptuelle Modell der Benutzung von Klassendiagrammen wurde am Anfang dieses Ab-
schnitts bereits beschrieben: Klassendiagramme stellen Baupla¨ne objektorientierter Systeme
dar. Es handelt sich hier ebenfalls um eine visuelle Darstellung der Struktur (Ebene 2).

C. Besonderheiten und Bewertung
Auch Klassendiagramme helfen der Entwickler/in bei der gedanklichen Umsetzung der Ele-
mente der Benutzungsschnittstelle durch objektorientierte Programmierung. Falls es sich um
eine Endbenutzer/in handelt, die nicht mit der objektorientierten Programmierung vertraut
ist, helfen die Klassendiagramme beim
”
objektorientierten Denken”: Indem deutlich wird,
welche Beziehungen zwischen Klassen existieren, lernt die Entwickler/in den Aufbau einer
Benutzungsschnittstelle anhand der
”
Beispiele”, die sie selbst beim Entwurf erzeugt.
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∼∼∼
D. Implementierung im Werkzeug COMBO
Auch in COMBO wird eine UML-a¨hnliche Notation verwendet, allerdings werden fu¨r die
Erbungsbeziehung OMT-Symbole [RBP+91] verwendet.
Abbildung 6.9: Klassenstruktur des Tankbeispiels
6.3 Der Verhaltensaspekt : das Verhalten der Benut-
zungsschnittstelle
In den letzten zwei Abschnitten wurden zwei grundlegende Aspekte von Benutzungsschnitt-
stellen beschrieben, na¨mlich das Aussehen und das objektorientierte Programm
”
dahinter”.
Nun soll den Elementen in den beiden Sichten Leben eingehaucht werden, d. h. ihrVerhalten
soll deﬁniert werden. Dieses Verhalten ist der dritte grundlegende Aspekt der Benutzungs-
schnittstelle.
Wie in Abbildung 6.10 dargestellt, ist die Benutzungsschnittstelle ein objektorientiertes
System, das (bis hierher) zum einen durch den Bauplan, d. h. die Darstellung der Klas-
sen/Objekte visualisiert wird, und zum anderen durch seine
”
Fassade”, d. h. die Anordnung
sichtbarer Elemente. Aufbauend auf diesem Versta¨ndnis wird
”
das Verhalten” deﬁniert: Wie
6.3 Der Verhaltensaspekt 151
in Kapitel 5 beschrieben, wird es aus den Teilaspekten graphisches Verhalten, Objektverhal-
ten und Verhalten durch Mechanismen der Klassenbibliothek zusammengesetzt, die in den
folgenden Abschnitten beschrieben werden.
Abbildung 6.10: Zwei Aspekte des Tankbeispiels: Darstellung der Anordnung
(der Tank ist hier in einem erweiterten Beispiel als Sechseck dargestellt) und der
Objektstruktur
Deﬁnition von Verhalten durch visuelle Programmiersprachen
Die meisten visuellen Programmiersprachen wurden entwickelt, um das Verhalten von
Software-Systemen zu beschreiben. Solche Programmiersprachen sind oft als Allzweck-
Programmiersprachen erfunden. Eine vollsta¨ndige Auﬂistung aller verfu¨gbaren Sprachen
wu¨rde den Rahmen dieser Arbeit sprengen. Beispielhaft seien hier folgende Sprachen zur
Verhaltensdeﬁnition teilweise (in Abschnitt 6.2) bereits eingefu¨hrter Systeme genannt:
• LabViews [Nat00]: Entha¨lt neben dem Anordnungswerkzeug auch eine prozedurale
visuelle Sprache.
• Prograph [SC95, CS96] ebenso wie VisaVis [Pos96]: Visuelle funktionale Allzweck-
sprachen, mit unterschiedlichen Visualisierungen.
• VisPro [Zha98]: Eine regelbasierte Sprache zur Deﬁnition von Verhalten graphischer
Objekte. Auch ChemTrains [BL93] deﬁniert das Verhalten durch eine regelbasierte
visuelle Sprache. Sowohl die Regeln als auch die Aktionen werden visuell dargestellt.
• Agentsheets [RC93, Zha98]: Das Verhalten von graphischen Elementen, die als Agen-
ten verstanden werden, wird durch Zustandsmodelle der einzelnen Agenten speziﬁziert.
Die Kommunikation der Agenten erfolgt durch Schließen aufgrund ihrer ra¨umlichen An-
ordnung.
• Fabrik [LCI+88]: Das graphische Verhalten wird, a¨hnlich einer Schaltung, aus Daten-
quellen und Verarbeitungsblo¨cken zusammengesetzt.
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• Pictorial Janus [Kah92]: Das Verhalten wird durch die Kommunikation spezialisierter
animierter Visualisierungen von Objekten, Datenstrukturen, Agenten oder Funktionen
beschrieben.
• Form/Formula [KASC95] und Forms/3 [BCA00, GBK+00]: Wie bei einer Tabellen-
verarbeitung wird der Zusammenhang zwischen Zellen mit einer visuellen Programmier-
sprache deﬁniert.
• Vista [Sch97a]: Verwendet die Metapher von Chips zur Programmierung von Oberﬂa¨che
und Verhalten.
Warum werden dann noch weitere visuelle Speziﬁkationsmethoden fu¨r das Verhalten beno¨tigt?
• Die im Rahmen dieser Arbeit vorgenommene Aufteilung in Aspekte erlaubt die Benut-
zung einfacher visueller Methoden, denn mit jeder visuellen Methode muß nur dieser
Aspekt deﬁniert werden.
• Es ko¨nnen spezialisierte visuelle Methoden verwendet werden, die
– genau an die Erfordernisse eines Aspekts angepaßt sind oder
– speziell an die Anforderungen von Benutzungsschnittstellen angepaßt sind
U¨bersicht u¨ber visuelle Methoden fu¨r den Teilaspekt graphisches
Verhalten
Zum graphischen Verhalten geho¨rt alles, was auf der Benutzungsoberﬂa¨che sichtbar ist, z. B.
• A¨nderungen der Attribute graphischer Elemente (z. B. Farben, Gro¨ße, Position) in
Abha¨ngigkeit
– von den Attributen anderer graphischer Elemente,
– von Daten, die die Anwendung liefert und
– von der Zeit.
• Eingabeverhalten
Oft ist das Verhalten bei vordeﬁnierten Widgets schon ausprogrammiert und wird damit durch
die Anordnung
”
mitdeﬁniert”. Das hat einerseits den Nachteil, daß eine Verhaltensa¨nderung
die A¨nderung auf Codeebene bedeutet, und andererseits sind die Aspekte fu¨r die Entwickler/in
nicht klar getrennt. Diese Trennung ist bei der ausschließlichen Verwendung vordeﬁnierter Ele-
mente nicht erforderlich, fu¨r die Entwicklung neuer Widgets oder die A¨nderung vorhandener
Widgets jedoch notwendig.
Fu¨r die visuelle Deﬁnition graphischen Verhaltens gibt es viele Ansa¨tze:
• Programmieren durch Vormachen oder durch Beispiele, z. B. im Werkzeug
Peridot [Mye88] oder in den in Abschnitt 6.1 beschriebenen Systemen.
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• Programmieren durch graphische Constraints [Szw92], wie in Abschnitt 6.1 bereits
beschrieben. Constraints sind zur Speziﬁkation des graphischen Verhaltens besonders
gut geeignet, zur Deﬁnition der Anordnung sind sie eigentlich zu ma¨chtig. Dabei ko¨nnen
die Constraints selbst visuell dargestellt werden [Hu¨l97], oder das Constraint-Netz, sie-
he z. B. [Pal95, Bor78, Bor86]. Da COMBO jedoch keine Constraints benutzt und
auch keinen Constraintlo¨ser (siehe Abschnitt 6.1) besitzt, sind diese visuellen Program-
miermo¨glichkeiten nicht weiter untersucht worden. Fu¨r eine Erweiterung von COMBO
ko¨nnten solche visuellen Sprachen jedoch interessant sein.
• Im Bereich des graphischen Verhaltens ist der Einsatz von Entwurfsmustern interes-
sant, z. B. eine Umsetzung der in Abschnitt 4.4.2 beschriebenen Entwurfsmustersprache
fu¨r graphisches Verhalten. Solch eine Realisierung wird unter dem Namen Verhaltens-
bibliothek im na¨chsten Abschnitt (6.3.1) vorgestellt.




A. Einfu¨hrung und Notation
Die Verhaltensbibliothek setzt die Entwurfsmustersprache fu¨r Oberﬂa¨chenverhalten aus Ab-
schnitt 4.4.2.1 um. Sie ist der Layoutbibliothek aus Abschnitt 6.1.3 a¨hnlich, indem auch hier
vordeﬁnierte Teilaspekte verwendet werden, in diesem Fall vordeﬁniertes Verhalten. Die Idee
dabei ist, daß einem graphischen Element ein Verhalten zugeordnet wird, das vorher aus einer
Palette von mo¨glichen Verhalten ausgewa¨hlt wurde. Die Interpretation ist, daß in die Klasse,
die dieses graphische Element beschreibt, alle Attribute und Methoden als Code hinzugefu¨gt
werden, die es braucht, um das Verhalten zu implementieren. Als eigene Notation sind neben
der Deﬁnition der Palette Anmerkungen denkbar, die an die graphischen Elemente angebracht
werden.
Diese visuelle Speziﬁkationsmethode beruht auf dem Prinzip
”
Auswa¨hlen und Beschreiben”,
das in Kapitel 2 vorgestellt wurde, durch zweidimensionale Auswahltechniken und Beschrei-
bung mit Parameter.

B. Konzeptuelles Modell und Programmierebene
Das konzeptuelle Modell bei der Benutzung der Verhaltensbibliothek entspricht der Vorstel-
lung, daß graphische Elemente ein Verhalten bekommen sollen. Auch Dokumentenbearbei-
tungswerkzeuge, z. B. PowerPoint von Microsoft [Mic00a], benutzen diese Vorstellung. In
PowerPoint z. B. kann einem Element einer Folie das Verhalten
”
erscheine bei Tastendruck
von links auf der Folie,” zugeordnet werden.
Die Deﬁnition von Verhalten ist unmittelbar und damit auf der aufgabenorientierten Ebene
(Ebene 3).
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
C. Besonderheiten und Bewertung
Die Verhaltensbibliothek wird von den Entwickler/innen als besonders einfach und intuitiv
empfunden (siehe z. B. Abschnitt 7.4).
∼∼∼
D. Realisierung im Werkzeug COMBO
Im Gegensatz zur Layoutbibliothek wurde die Verhaltensbibliothek nicht explizit als Palet-
te realisiert, sondern im Zeichenwerkzeug in der Leiste fu¨r die verschiedenen Zeichenmodi
untergebracht.




be ﬁlled” implementiert worden.




Modus für das Hinzufügen von Füllverhalten
Abbildung 6.11: Schritt 1 - Auswahl des Modus zum Hinzufu¨gen von Fu¨llverhalten
6.3 Der Verhaltensaspekt: graphisches Verhalten 155
Abbildung 6.12: Schritt 2 - Auswahl des Modus zum Hinzufu¨gen von Fu¨llverhalten:
Deﬁnition der Parameter. Der Tank wird in Abha¨ngigkeit vom Attribut inhalt des Objekts
Tank gefu¨llt
Abbildung 6.13: Schritt 3 - Ausprobieren des Fu¨llverhaltens: Zuordnen
des Fu¨llverhaltens zu einem Tankelement
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U¨bersicht u¨ber visuelle Speziﬁkationsmethoden fu¨r den Teilaspekt
Objektverhalten
Es gibt viele Ansa¨tze, das Verhalten objektorientierter Systeme auf der Objektebene mit vi-
suellen Notationen zu beschreiben. Die Schwierigkeit liegt darin, daß Objekte und Klassen
unterschieden werden mu¨ssen und das Verhalten auf mehreren Granularita¨tsstufen beschrie-
ben werden kann: Mo¨glich ist die Beschreibung des Verhaltens
• der Benutzungsschnittstelle als Ganzes bzw. einer Anwendung,
• einer Gruppe von Objekten (z. B. Entwurfsmuster oder Ausschnitte der Klassenbiblio-
thek),
• eines Objekts,
• einer Methode eines Objekts.
Schon die UML bietet - ohne die Notation fu¨r Entwurfsmuster und Komponenten - fu¨nf
verschiedene Notationen fu¨r das Verhalten eines objektorientierten Systems an.
Zustands-U¨bergangsdiagramme und Datenﬂußdiagramme sind weit verbreitet und
werden als bekannt angenommen. Sequenzdiagramme [BRJ97] zeigen den zeitlichen Ablauf
von Methodenaufrufen zwischen mehreren Objekten. Anwendungsfalldiagramme (use ca-
se-Diagramme) [Jac92] beschreiben Kommunikationssequenzen fu¨r einzelne Anwendungsfa¨lle.
Eine U¨bersicht ﬁndet sich z. B. in [Sie92].
Petrinetze sind eine graphische und formale Methode zum Beschreiben von Abla¨ufen in
dynamischen Systemen (siehe z. B. [Bau90, LE90, Rei85]). Sie werden als Graphen dargestellt,
deren Knoten Stellen und deren Kanten Transitionen genannt werden. Die Stellen ko¨nnen
mit sog. Tokens belegt werden, die Wertemengen repra¨sentieren.
Beim U¨bergang von einem Knoten zu einem anderen werden diese Tokens
”
verarbeitet”,
d. h. es werden welche verbraucht oder es kommen welche hinzu oder sie vera¨ndern sich.
U¨berga¨nge ko¨nnen von den Belegungen abha¨ngen. Der Zustand des jeweiligen Netzes ist

















Abbildung 6.14: Zwei Zusta¨nde eines Petrinetzes
Wie in Tabelle 6.1 zu sehen ist, ko¨nnen die Petrinetze auf vielen Granularita¨tsstufen zur
Deﬁnition des Verhaltens eines objektorientierten Systems eingesetzt werden. Im Bereich der
Entwicklung von Benutzunggschnittstellen werden sie meistens eingesetzt, um Dialogabla¨ufe
zu speziﬁzieren. Es gibt viele Ansa¨tze, die hier nicht einzeln angesprochen werden ko¨nnen.
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Ein Problem ist bei den meisten Ansa¨tzen, daß sie sowohl Klassen- als auch Objektverhalten
abdecken wollen und daher neben der Klassenbeschreibung auch die Auspra¨gung und damit
die Erzeugung der Objekte darstellen mu¨ssen. Dadurch werden die Netze oft unu¨bersichtlich.
In dieser Arbeit sollte daher nur ein Teil des Verhaltens durch Petrinetze dargestellt werden,
in der Hoﬀnung, daß die Diagramme dadurch vereinfacht werden. Ein solcher Ansatz wird im
na¨chsten Abschnitt dargestellt.
Eine weitere Methode, objektorientiertes Verhalten zu visualisieren, wurde von Koschorek
[Kos94] entwickelt: der Visual Method Browser. Der Schwerpunkt liegt dabei auf der
Visualisierung von Codesequenzen innerhalb einer Methode durch Verdeutlichung des Bot-
schaftenaustauschs.
Tabelle 6.1 zeigt eine (nicht vollsta¨ndige) U¨bersicht, welche Notationen typischerweise auf
den verschiedenen Granularita¨tsstufen verwendet werden.
Granularita¨ts-
stufe
Notation fu¨r Objekte/Klassen Notation unabha¨ngig




Petrinetze (PNO [BP90, BP95]
PUIST [LMH97a, LMH97b])
Petrinetze (VIP [Haa87], Dialognet-























Petrinetze [Koc94, FM93, Sch92]
Visual Method Browser [Kos94]
Tabelle 6.1: Visuelle Notationen zur Beschreibung ojektorientierter Systeme
In Klammern die Notation der Vorgehensmethode oder des Systems:
UML = Uniﬁed Modeling Language HCPNS = High Level Colored Petri Nets
SM = Shlaer-Mellor PNO = Petri Net Objects
OMT = Object Modeling Technique SMN = Strukturierte, Markierte Netze
PUIST = Petri Net based User Inter-
face Speciﬁcation Tool
OPN = Objekt-Petrinetze
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6.3.2 Objekt-Petrinetze
  
A. Einfu¨hrung und Notation
In Anlehnung an die Arbeiten von Becker und Moldt [BM93], das Werkzeug INCOME
[PRO92] sowie andere Arbeiten (siehe z. B. [Sie92]), wurde im Rahmen dieser Arbeit eine
Speziﬁktionsmethode mit Petrinetzen entwickelt, mit der das Objektverhalten in Form von
Methodenaufrufen zwischen den Objekten speziﬁziert werden. Gegenu¨ber den Sequenz- und
Zustandsdiagrammen der UML haben Petrinetze den Vorteil, daß sie den Gesamtzustand des
Systems zeigen.
Jedes Objekt wird als Teilnetz dargestellt und mit einem Kasten umrandet (Notation siehe












Abbildung 6.15: Notation fu¨r Objekt-Petrinetze und ein Objektnetz
Sobald in einer Stelle ein Token liegt, wird die dazugeho¨rige Methode aufgerufen, d. h. durch
solche Netze werden Methodenaufrufe von Objekten visualisiert.

B. Konzeptuelles Modell und Programmierebene
Neben dem Festlegen der inneren Zusta¨nde eines Objekts wird das Verhalten objektorien-
tierter Systeme im wesentlichen durch die Kommunikation zwischen den Objekten, d. h. die
gegenseitigen Aufrufe von Methoden, deﬁniert. Die Vorstellung ist daher, daß der aktuelle Zu-
stand des Gesamtsystems durch die Darstellung der Methodenaufrufe (also eine Visualisierung
auf der Strukturebene, Ebene 2) angezeigt wird. Durch Anordnungs- und Strukturaspekt wur-
de festgelegt, aus welchen Objekten die Benutzungsschnittstelle besteht, so daß die Objekte
als Objektnetze, wie in A. dargestellt, gezeichnet werden ko¨nnen. Die Abfolge der Methoden-
aufrufe legt dann das Verhalten fest. Umgekehrt wird die Kommunikation in der laufenden
Benutzungsschnittstelle durch
”
wandernde” Tokens visuell dargestellt.

C. Besonderheiten und Bewertung
Diese Darstellung hat verschiedene interessante Aspekte: Das Verhalten der Benutzungs-
schnittstelle wird zur Laufzeit animiert; gleichzeitig kann es zur Entwicklungszeit deﬁniert
werden.
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Die Notation ist sehr einfach, so daß die Darstellung u¨bersichtlich ist.
Trotzdem wird die Darstellung mit wachsender Komplexita¨t problematisch. Je mehr Metho-
den ein Objekt hat, desto gro¨ßer wird es und nimmt sehr viel Platz weg. Außerdem stellt sich
die Frage, welche Methoden dargestellt werden: Die Methoden, die aktuell im Rahmen der
Entwicklung der Benutzungsschnittstelle deﬁniert wurden oder auch alle ererbten Methoden?
Ein weiteres Problem ist die Benutzung von Entwurfsmustern: Sollen z. B. Adapter-Objekte
ebenfalls dargestellt werden?
∼∼∼
D. Realisierung im Werkzeug COMBO
Die unter C. beschriebene Problematik hat zu der Entscheidung gefu¨hrt, nur die von der
Entwickler/in deﬁnierten Methoden und Objekte darzustellen.
















Abbildung 6.16: Das Objekt-Petrinetz fu¨r die Tank-Benutzungsschnittstelle
Das Vorgehen im einzelnen und die genaue Darstellung im Werkzeug COMBO werden in
der von mir betreuten Studienarbeit von Hartmann [Har01] nachzulesen sein, beim Abschluß
dieser Arbeit war sie noch nicht fertiggestellt.
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6.3.3 Visual Method Browser
  
A. Einfu¨hrung und Notation
Koschorek [Kos94] hat diese visuelle Darstellung von einzelnen Methoden entwickelt. Sie wur-
de im Rahmen einer von Koschorek betreuten Diplomarbeit [Gud95] implementiert. Objekte
werden durch Rechtecke dargestellt, der Aufruf einer Methode dieses Objekts wird durch
einen Pfeil symbolisiert, wie in der folgenden Abbildung zu erkennen ist:
ein Objekt
Parameter der Methode
Aufruf einer Methode des Objekt "Object"
temporäre Variable 
Name der Methode
Abbildung 6.17: Notation des Visual Method Browsers

B. Konzeptuelles Modell und Programmierebene
Diese Darstellung arbeitet auf der Ebene von Basismechanismen (Ebene 0). Die Vorstellung
ist, Variablen, d. h. Objekte, visuell darzustellen und den Moment ihrer Beteiligung zusammen
mit der Methode zu verdeutlichen, die aufgerufen wird.

C. Besonderheiten und Bewertung
Durch die zweidimensionale Anordnung werden die Elemente (Objekte, tempora¨re Variablen,
Parameter, Ergebnisse von Anweisungen) u¨bersichtlich angeordnet. Das Ausnutzen der zwei
Dimensionen entspricht beim Aufbau der Visualisierung den Anweisungen der textuellen Pro-
grammierung. Zusa¨tzlich werden die Ergebnisse von Anweisungen abgehoben dargestellt und
Verschachtelungen verdeutlicht.
Beim Arbeiten mit der Methode hat sich gezeigt, daß die Darstellung eher mehr Platz braucht
als die textuelle Programmierung, daß sie in vielen Fa¨llen aber leichter zu lesen ist, als der
Text.
∼∼∼
D. Realisierung im Werkzeug COMBO
Die Implementierung der Methode konnte in COMBO direkt u¨bernommen werden (bis auf
die Unvertra¨glichkeiten durch die verschiedenen Versionen der Entwicklungsumgebung), ist
also keine Eigenentwicklung.
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Im folgenden sollen einige Methoden des Tankbeispiels dargestellt werden:
Die Visualisierung der Methode abflussAendern des Objekts VWTank im Tankbeispiel sieht
folgendermaßen aus:
Abbildung 6.18: Die Methode abflussAendern
In diesem Beispiel werden die Blo¨cke sehr deutlich.
Durch eine solche Visualisierung werden auch A¨hnlichkeiten klar erkennbar, was beim Wie-
derverwenden oder beim Finden von Mustern eine Rolle spielt. Ein Beispiel sind die sehr a¨hn-
lichen Methoden zur Modiﬁkation des Tankinhalts der Klasse Tank, einlass: und auslass:
Abbildung 6.19: Die Methoden einlass: und auslass:
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U¨bersicht u¨ber visuelle Methoden fu¨r den Teilaspekt Verhalten
durch Mechanismen und Muster der Klassenbibliotheken
Stellvertretend fu¨r viele andere Mechanismen der Klassenbibliothek soll der MVC-Mecha-
nismus visualisiert werden. Die Visualisierung solcher Mechanismen wird in den meisten
Werkzeugen und Analyse- oder Designmethoden nicht explizit beru¨cksichtigt. Statt dessen
werden visuelle Notationen fu¨r Verhalten angeboten, mit denen sich solche Mechanismen aus-
dru¨cken lassen. Die Sequenzdiagramme der UML lassen sich z. B. fu¨r solche Visualisierungen
benutzen[Lar99, Sel99] und bieten somit eine einheitliche Darstellung fu¨r alle Muster und
damit ein einheitliches Versta¨ndnis fu¨r die Entwickler/innen an. Die Lu¨cke zwischen aufga-
benbezogener Modellierung (Ebene 3) und der Modellierung mit Basismechanismen (Ebene
1) wird dadurch aber nicht geschlossen
6.3.4 Visualisierung des MVC-Mechanismus
  
A. Einfu¨hrung und Notation
Die Visualisierung des MVC-Mechanismus ist die spezialisierte Visualisierung eines Entwurfs-
musters. Auch die Layoutmuster (Abschnitt 6.1.3) und Verhaltensmuster (Abschnitt 6.3.1)
wurden auf eine fu¨r sie spezielle Weise visualisiert. Die spezielle Visualisierung erlaubt ein
intuitiveres Vorgehen, als es bei einer allgemeinen Entwurfsmuster-Unterstu¨tzung wie sie in
Abschnitt 6.6 vorgestellt wird, mo¨glich ist.
Jede der beteiligten Klassen Model, View oder Controller wird durch ein eigenes Pikto-
gramm visualisiert. Zwischen ihnen ko¨nnen Verbindungen gezogen werden, die die jeweiligen


















Abbildung 6.20: Notation fu¨r den MVC-Mechanismus
Die Verbindungen mu¨ssen gema¨ß der jeweiligen Realisierung durch eine Klassenbibliothek
oder eine Programmiersprache interpretiert werden. Dies geschieht z. B. bei der Realisierung
mit der JavaSwing-Klassenbibliothek durch Zusammenfassen von View und Controller zu
einer Klasse (siehe Abschnitt 4.3.3).
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
B. Konzeptuelles Modell und Programmierebene
Diese Notation visualisiert einen Teil der struktur- und mechanismenorientierten Ebene (Ebe-
ne 2). Im Gegensatz dazu werden die Mechanismen und Strukturen, die in der Verhaltens-
und Layoutbibliothek dargestellt werden, aufgabenorientiert visualisiert.
Die Notation folgt bekannten Erkla¨rungen des MVC-Mechanismus (Erkla¨rungsansatz): Wie
schon in Abschnitt 2.1.3 ausfu¨hrlich beschrieben, wird der MVC-Mechanismus oft anhand von
Bildern erkla¨rt, z. B.:






View Contrl A B
aus Hopkins [Hop97] aus den Vorlesungsunterlagen
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Programmiersprachen und U¨bersetzer
Abbildung 6.21: Verschiedene Skizzen als Erkla¨rung des MVC-Mechanismus

C. Besonderheiten und Bewertung
Die Notation ist implementierungsunabha¨ngig. Eine Entwickler/in, die das Prinzip verstan-
den hat, kann das fu¨r eine Benutzungsschnittstelle zentrale Verhalten des MVC-Mechanismus
immer wieder anwenden. Die Notation schließt auch die Lu¨cke zwischen der aufgabenori-
entierten Visualisierung (Ebene 3) und textueller Programmierung des MVC-Mechanismus
(Ebene 1). Dies wurde mit Hilfe einer Programmieraufgabe, die eine Versuchsperson lo¨sen
sollte, erfolgreich getestet (siehe Abschnitt 7.4).
∼∼∼
D. Realisierung im Werkzeug COMBO
Der MVC-Editor ist im Rahmen eines studentischen Praktikums implementiert worden [RS00]
und realisiert die Notation genau wie unter A. beschrieben.
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Abbildung 6.22: Der MVC-Editor
Zur Implementierung: Die Verbindungen werden im Rahmen des MVC-Mechanismus von
VisualWorks interpretiert. Die Verbindungen zwischen Model und View werden durch den
change-update-Mechanismus implementiert, wobei die Entwickler/in durch Assistenten gelei-
tet wird. Mit Hilfe der Assistenten wird z. B. festgelegt, welche Methode den change-update-
Mechanismus auslo¨st.
Diese Realisierung leitet auch zur textuellen Programmierung u¨ber, indem bei der Fu¨hrung
der Benutzer/innen an den entsprechenden Stellen Methodensto¨berer geo¨ﬀnet werden. Es wird
jeweils erkla¨rt, warum eine Methode in diesem Kontext deﬁniert werden muß (das Beispiel
in Abschnitt 7.4 auf Seite 193 zeigt weitere Assistenten und die Klassensto¨berer). Es wa¨re
auch mo¨glich, an dieser Stelle zu einer visuelle Notation, z. B. die Objekt-Petrinetze (siehe
Abschnitt 6.3.2) zu wechseln. Der Umgang mit COMBO hat aber gezeigt, daß dies ein guter
Anknu¨pfungspunkt fu¨r die textuelle Programmierung ist. Somit schließt sich hier die in der
Einleitung auf Seite 1.1 beschriebene Lu¨cke.
6.4 Visuelle Methoden fu¨r die Verbindung von Ober-
ﬂa¨che und Anwendung
Wie in Kapitel 5 bereits erwa¨hnt, ist der Aspekt
”
Verbindung zwischen Benutzungsoberﬂa¨che
und Anwendung” auch ein Teil des Aspekts
”
Verhalten”, da das Verhalten der Oberﬂa¨chen-
elemente durch die Ausgaben der Anwendung beeinﬂußt werden und die Anwendung mit den
Eingaben der Benutzer/in neue Berechnungen ausfu¨hrt.
Daher ko¨nnen die visuellen Speziﬁkationsmethoden fu¨r den Verhaltensaspekt (z. B. Zustands-
U¨bergangsdiagramme, Sequenzdiagramme oder Objekt-Petrinetze) auch fu¨r die Speziﬁkation
der Verbindung verwendet werden.
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Intuitiv stellen sich Entwickler/innen diesen Teilaspekt jedoch als eigenen Aspekt vor. Das
liegt einerseits daran, daß die durch die Architektur vorgegebenen Komponenten Benutzungs-
schnittstelle und Anwendung verknu¨pft werden mu¨ssen. Andererseits zeigt sich, daß die Vor-
gehensweisen zur visuellen Speziﬁkation der Verbindung in den verschiedenen Methoden alle
auf den gleichen Grundprinzipien beruhen; na¨mlich auf dem Auswa¨hlen von Elementen aus
mehreren Sichten und dem textuellen (mu¨ndlichen) Erkla¨ren der Bedeutung der Verbindun-
gen. Diese zwei Prinizipien wurden in Abschnitt 2.3
”
Auswa¨hlen und Beschreiben” (Seite 39)
und
”
Unterstu¨tzung der Verwendung mehrerer Sichten” (Seite 37) genannt.
Die Bedeutung dieser Technik wurde durch die Untersuchung in Abschnitt 3.3.5 besta¨tigt,
daher sollte sie durch Werkzeuge unterstu¨tzt werden.
Fu¨r das Programmieren der Verbindung von Benutzungsschnittstelle und Anwendung ist
”
Auswa¨hlen und Beschreiben” besonders intuitiv anwendbar, da viele Elemente von Benut-
zungsschnittstellen Attribute der Anwendung darstellen. Deshalb wurde
”
Auswa¨hlen und Be-
schreiben“ als eigene Speziﬁkationsmethode in das Werkzeug COMBO integriert.
6.4.1 Auswa¨hlen und Beschreiben
  
A. Einfu¨hrung und Notation
”
Auswa¨hlen und Beschreiben“ kann in vielen Auspra¨gungen (siehe Abschnitt 2.3) verwendet
werden, so daß eine einheitliche Notation nicht sinnvoll erscheint. Es sind aber grundlegende





Um kenntlich zu machen, daß eine bestimmte Interpretation fu¨r
”
Auswa¨hlen und Beschrei-
ben“ erfolgt, muß es mo¨glich sein, die Interpretation einzuschalten. Dies geschieht durch
Anwahl eines Modus (z. B. durch Anklicken eines bestimmten Symbols in einer Werkzeuglei-
ste oder durch Auswahl in einem Menu¨) oder durch automatisches Erkennen bei bestimmen
Benutzer/innen-Interaktionen (siehe Abbildungen 6.23 und 6.24). Wenn z. B. ein Element
in einem Editor angeklickt ist, kann dieser Editor mit dem Zeiger verlassen werden und ein
Element in einem anderen Editor angeklickt werden, was eine Relation zwischen den beiden
Elementen herstellt.
Abbildung 6.23: Auswahl eines Modus aus der Werkzeugleiste
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Abbildung 6.24: Auswahl eines Modus durch ein Menu¨
Darstellung der Ergebnisse von
”
Auswa¨hlen und Beschreiben”
• Elemente, die durch
”
Auswa¨hlen und Beschreiben” miteinander verknu¨pft wurden,
ko¨nnen sichtbar durch Linien oder Pfeile verbunden werden. Dies geschieht z. B. im
Werkzeug PARTS [Mai98, Cin00], VisualAge [IBM00] oder auch im Komponenten-
werkzeug LCL, das Teil von COMBO ist (siehe Abschnitt 6.7.1).
Abbildung 6.25: Pfeile als Darstellung der Beziehungen in PARTS fu¨r Java
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Abbildung 6.26: Pfeile als Darstellung der Beziehungen in COMBO
• Elemente, die durch
”
Auswa¨hlen und Beschreiben” miteinander verknu¨pft wurden,
ko¨nnen mit sichtbaren Notizen versehen werden, wie bei Liebermann in [Lie93a]
beschrieben. Gamma notiert die Rollen, die Klassen in Entwurfsmustern spielen,
ebenfalls durch Notizen (siehe z. B. [Gam99]).
Abbildung 6.27: Beschreibung der Beziehung zwischen Klassen durch Notizen

B. Konzeptuelles Modell und Programmierebene
Das konzeptuelle Modell fu¨r diese Methode beruht auf der Vorstellung, daß die Beziehung
zwischen Elementen durch Gesten deutlich gemacht werden.
Je nachdem, wie die Interpretation der Geste ist, erfolgt die Programmierung auf der aufga-
benorientierten Ebene (Ebene 3) oder auf der strukturorientierten Ebene (Ebene 2). Dabei
ko¨nnen in beiden Fa¨llen auch Elemente aus verschiedenen Ebenen miteinander verbunden
werden, z. B. die Elemente der
”
Baupla¨ne” (d. h. im Klassendiagramm) mit Elementen im
Anordnungswerkzeug.
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
C. Besonderheiten und Bewertung
Diese visuelle Speziﬁkationsmethode ist eine Umsetzung der in der Untersuchung in Abschnitt
3.3.5 beobachteten Vorgehensweisen.
”
Auswa¨hlen und Beschreiben” wird als Prinzip in vielen
Werkzeugen eingesetzt, allerdings
• wird das Prinzip oft nur sporadisch eingesetzt und nicht konsequent zur Unterstu¨tzung
der beobachteten Vorgehensweise eingesetzt, und
• es werden bestehende Implementierungsprobleme nicht gelo¨st (z. B.
”
Auswa¨hlen und
Beschreiben” fu¨r Elemente in mehreren Fenstern).
Daher ist das Potential, das diese Methode bietet, nicht voll genutzt.
∼∼∼
D. Realisierung im Werkzeug COMBO
Um Auswa¨hlen und Beschreiben verwenden zu ko¨nnen, mu¨ssen mehrere Bedingungen erfu¨llt
sein:
• Es mu¨ssen Elemente (eventuell in mehreren Fenstern) auswa¨hlbar sein.
• Es muß ein Modus auswa¨hlbar sein, der die Aktionen von
”
Auswa¨hlen und Beschreiben”
in den unterschiedlichen Auspra¨gungen interpretiert, wie in Abschnitt 2.3 vorgestellt.
In COMBO wurde der Schwerpunkt auf die prototypische Implementierung von
”
Auswa¨hlen
und Beschreiben” in mehreren Fenstern gelegt. Gerade diese Interaktionsform ist in anderen
Werkzeugen nicht mo¨glich, da die Realisierung aus unterschiedlichen Gru¨nden kompliziert ist:
• Weil es in vielen Implementierungen von Benutzungsschnittstellen-Werkzeugen keinen
Modus fu¨r Interpretation von Gesten zwischen mehreren Fenstern gibt.
• Weil es oft von den unterliegenden graphischen Fenstersystemen oder Editorenentwurfs-
rahmen keine Unterstu¨tzung fu¨r die Interaktion in mehreren Fenstern gibt.
• Weil es manchmal keine einheitliche Datenstruktur (Repository) fu¨r den aktuellen Ent-
wurf der Benutzungsschnittstelle gibt, die die Darstellung in verschiedenen Fenstern
verwaltet. Zur Umsetzung in COMBO siehe Kapitel 7.
Diese Probleme wurden gelo¨st, indem es eine einheitliche Datenstruktur, das sog. COMBO-
Modell gibt, das die Sichten konsistent ha¨lt und durch Erweiterungen des HotDraw-Anwen-
dungsrahmens.
In COMBO erfolgt die Auswahl des Modus durch Elemente der Werkzeugleiste. Die Ergebnisse
werden nicht explizit in der visuellen Speziﬁkation festgehalten, sondern es wird Programm-
text generiert. Versuche mit Notizen oder Pfeilen wurden sehr unu¨bersichtlich, da Pfeile in
vielen der Editoren bereits fest deﬁnierte Bedeutungen haben, und die Notizen ohne Verbin-
dungen und Pfeile oft nicht zuzuordnen sind. Daher werden die Relationen, falls no¨tig, durch
Attributfenster deﬁniert. Sie sind dann nur noch sichtbar, wenn das Attributfenster erneut
geo¨ﬀnet wird.
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6.5 Visualisierung von Anwendungsrahmen
Alle bisher und im folgenden genannten visuellen Entwicklungsmethoden fu¨r objektorientierte
Systeme sind auch fu¨r Anwendungsrahmen denkbar, z. B. die Darstellung der Objektstruktur,
die Darstellung von Entwurfsmustern, die im Anwendungsrahmen verwendet werden, oder
die Darstellung von Verhalten einzelner Elemente. Daneben sind auch Visualisierungsformen
denkbar, die genau auf einen Anwendungsrahmen zugeschnitten sind.
Beispiel: HotDraw
Der Anwendungsrahmen HotDraw [Bra95] dient zur Erstellung zweidimensionaler graphischer
Editoren, wie z. B. Klassendiagramm-Editoren. HotDraw ist das klassische Beispiel fu¨r An-
wendungsrahmen, in dem Entwurfsmuster verwendet werden [Joh92, Gam99]. Der Einsatz
von HotDraw kann an den folgenden Stellen visuell unterstu¨tzt werden:
• Eine Interaktionsmo¨glichkeit, die sich dann ergeben wu¨rde, wa¨re, wie bei Entwurfsmu-
stern (siehe Abschnitt 6.6), den Entwurfsrahmen als ein Muster anzuzeigen und dann
ebenfalls einen Vermischungsmechanismus anzuwenden. Solch eine zusa¨tzliche Visua-
lisierung wu¨rde jedoch in der Regel viele Klassen und ihre Verbindungen zusa¨tzlich
auf dem (begrenzten) Bildschirmplatz unterbringen mu¨ssen und daher zwar zu einer
”
Spaghetticode”-Darstellung, aber nicht zum Versta¨ndnis beitragen.
• Der Entwurfsprozeß selbst ko¨nnte durch eine visuelle Darstellung der Abla¨ufe geleitet
werden. Im Zusammenhang mit dieser Arbeit hat Jacob eine Sammlung von Vorge-
hensmustern erstellt [Jac00], die die einzelnen Schritte zum Ableiten und Verwenden
der Rahmenklassen genau dokumentieren. Solche Muster unterscheiden sich von den in
Abschnitt 6.6 behandelten Entwurfsmustern dadurch, daß sie nicht Muster des Systems
beschreiben, sondern die Aufgaben der Entwickler/in. Wie in einer Entwurfsmuster-
sprache ist jedoch auf der Anwendung der Vorgehensmuster eine Reihenfolge deﬁniert,
die visualisiert werden kann. Dies ko¨nnte auch durch eine Navigation mittels einer vi-
suellen Darstellung der einzelnen Schritte unterstu¨tzt werden, wie es beispielsweise im
Werkzeug autoCAID [Zu¨h00] der Fall ist.
• Zweidimensionale Editoren erstellen oft Graphen, die aus Knoten und Kanten bestehen.
Knoten und Kanten haben dabei eine anwendungsspeziﬁsche Darstellung. Solche Knoten
und Kanten bestehen bei HotDraw aus den Klassen Figure und CompositeFigure. In
der aktuellen Version von HotDraw (Winter 2000) mu¨ssen sie textuell programmiert
werden. Besser wa¨re es, sie ko¨nnten mit Hilfe einer Zeichenfunktionalita¨t (siehe 6.1.2)
festgelegt werden.
• Weiterhin ko¨nnte eine Palette von bereits vorhandenen Figure- und CompositeFigure-
Klassen angeboten werden, die eine Benutzer/in geeignet zusammenstellen ko¨nnte.
• Die Reaktionen auf Eingaben werden in HotDraw bereits durch eine Zustandsmaschine
speziﬁziert, die visuell als Zustandsgraph dargestellt ist.
Die angefu¨hrten Vorschla¨ge zeigen, daß die Visualisierungen entweder sehr auf den Anwen-
dungsrahmen HotDraw zugeschnitten sind, oder allgemeine Visualisierungen sind, die nicht
nur bei Anwendungsrahmen verwendet werden.
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Deshalb, und um den Rahmen der Arbeit nicht zu sprengen, werden Visualisierungen von
Anwendungsrahmen in dieser Arbeit nicht weiter betrachtet, sondern der Schwerpunkt auf
visuelle Speziﬁkationsmethoden fu¨r Entwurfsmuster und Komponenten gelegt.
6.6 Methoden zum Integrieren von Software
Engineering-Entwurfsmustern bei der Speziﬁka-
tion von Benutzungsschnittstellen
Lo¨sungen, die im Rahmen von Entwurfsmustern angegeben werden, sind abstrahierte Vor-
schla¨ge, die jeweils an das aktuelle Problem angepaßt werden mu¨ssen. Dabei kann die aktu-
elle Implementierung einer Lo¨sung ganz anders aussehen, als die skizzierte Implementierung
in einem Entwurfsmusterkatalog, sowohl von der Funktions- oder Klassenstruktur als auch
von den Kontrollmechanismen her. Daher ist es schwierig, den Einsatz von Entwurfsmustern
durch ein Werkzeug zu unterstu¨tzen.
Es ist aber zu beobachten, daß in vielen Fa¨llen von erfahrenen Entwickler/innen eine Imple-
mentierungsskizze benutzt wird, um Struktur und Mechanismen als Lo¨sung fu¨r das aktuelle
Problem zu implementieren (Ebene 1). In der Regel wird dabei in folgenden Schritten vorge-
gangen:
1. Finden eines Musters, das das aktuelle Problem lo¨st.
2. Identiﬁzieren von Rollen, die bereits bestehende Klassen und Objekte in dem gefundenen
Entwurfsmuster u¨bernehmen ko¨nnen.
3. Die entsprechenden Methoden und Attribute zu diesen Klassen hinzufu¨gen, damit sie
diese Rollen u¨bernehmen.
4. Hinzufu¨gen von neuen Klassen (mit Methoden, Attributen und Beziehungen), die die
restlichen Rollen in den Entwurfsmustern u¨bernehmen.
Dieses Vorgehen kann methodisch unterstu¨tzt werden:
Schritt 1 kann durch Entwurfsmusterkataloge unterstu¨tzt werden, z. B. in Buchform
[GHJV95, BMR+96, CNM95] oder elektronisch [GHJV98]. Einige Programmierumgebungen
bieten Unterstu¨tzung an, indem nach Auswahl eines Entwurfsmusters Programmtextschablo-
nen fu¨r Klassen und Methoden des Musters angelegt werden. Die generierten Klassen werden
also nicht als Rollen fu¨r bestehende Klassen integriert, sondern unparametrisiert als Pro-
grammtext niedergeschrieben.
Fu¨r die Schritte 2. bis 4. gibt es Ansa¨tze, Entwurfsmuster durch Spracherweiterungen zu
unterstu¨tzen, z. B. [RDO98, Bos98, Sou97]. Eine Klasse kann, z. B. durch Erben, eine Rolle
u¨bernehmen. Dazu ist eine Programmiersprache erforderlich, die Mehrfacherbung erlaubt.
Im Rahmen dieser Arbeit wurden zwei Methoden entworfen, die die Schritte 1. bis 4. visuell
unterstu¨tzen: Entwurfsmusterassistenten und visuelles Zuordnen von Entwurfsmustern, die
im folgenden beschrieben werden.
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6.6.1 Erweiterbarer Entwurfsmusterkatalog und Entwurfsmu-
sterassistenten
  
A. Einfu¨hrung und Notation
Entwurfsmusterkataloge sind am Anfang dieses Abschnitts bereits beschrieben worden.
Entwurfsmusterassistenten [SJ99] sollen die Entwickler/in beim Verwenden von Software-
Entwurfsmustern anleiten. Durch Verwenden von Schablonen und visuellen Notationen soll
die Entwickler/in durch die
• Auswahl des Entwurfsmusters,
• Entscheidungen u¨ber die beteiligten Klassen, ihre Rollen im Muster und im Rahmen
des Musters beno¨tigte Methoden sowie
• die Parametrisierung (z. B. Verwendung von Namen fu¨r bestimmte, im Muster beno¨tigte
Methoden)
gefu¨hrt werden.
Die Schablonen werden in der Regel fensterbasiert realisiert, d. h. jede Schablone wird durch
ein Fenster dargestellt. Es ist jedoch auch eine Flußnotation, z. B. a¨hnlich den Programm-
ablaufpla¨nen denkbar. Als visuelle Notation wird die aus Abschnitt 6.2 bereits bekannte
UML-a¨hnliche Notation fu¨r die Klassen- und Objektstruktur verwendet.

B. Konzeptuelles Modell und Programmierebene
Das konzeptuelle Modell beruht auf dem in Abschnitt 2.3 vorgestellten Assistentenprinzip: In
einer Schritt-fu¨r-Schritt-Anleitung wird die Entwickler/in durch die wichtigen Entscheidungen
gefu¨hrt. Ihr werden die mo¨glichen Alternativen vorgestellt. Außerdem wird gezeigt, welche
Informationen (Namen von Methoden, Klassen oder a¨hnliches) an einem bestimmten Punkt
im Ablauf beno¨tigt werden, und diese Paramter werden erfragt. Es wird auf der Strukturebene
(Ebene 2) programmiert.

C. Besonderheiten und Bewertung
Der Vorteil dieser Art des Vorgehens ist, daß der Einsatz von Entwurfsmustern den
Anfa¨nger/innen erkla¨rt wird, wa¨hrend sie sie programmieren.
Erfahrene Entwickler/innen werden durch den Vorgang gefu¨hrt und die mentalen Anforde-
rungen werden verringert.
Da sich die Art der Darstellung an bekannten Entwurfsmusterkatalogen, z. B. [GHJV95,
GHJV98], orientiert, ﬁndet auch kein Bruch zu bekannten Vorgehensweisen aus diesen Kata-
logen statt.
∼∼∼
D. Realisierung im Werkzeug COMBO
Die meisten Entwurfsmusterkataloge sind nicht erweiterbar. Fu¨r den Einsatz der Kataloge
wird diese Eigenschaft oft nicht beno¨tigt. Fu¨r Entwickler/innen, die neue Muster ﬁnden und
aufschreiben wollen, ist es jedoch hilfreich, wenn der Katalog erweiterbar ist. Denkbar ist
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auch, daß Kollaborationen von Klassen aufgezeichnet und wiederverwendet werden sollen,
auch wenn es sich nicht um ein echtes Entwurfsmuster handelt. Deshalb wurde der Entwurfs-
musterkatalog in COMBO erweiterbar gestaltet.
Abbildung 6.28: Der Entwurfsmusterkatalog
Der Entwurfsmusterkatalog und die verschiedenen Entwurfsmuster-Assistenten sind folgen-
dermaßen mit COMBO integriert:































Abbildung 6.29: Zusammenspiel der verschiedenen Assistenten und des
Entwurfsmusterkatalogs anhand des Entwurfsmusters
”
State” (StatePattern)
Einige Entwurfsmuster-Assistenten und der Entwurfsmusterkatalog wurden in der von mir
betreuten Diplomarbeit von Juhnke realisiert [Juh99]:
Abbildung 6.30: Die Assistenten fu¨r das Entwurfsmuster
”
State”
Die Entwurfsmuster-Assistenten ko¨nnen auch direkt oder aus dem Klassensto¨berer von
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VisualWorks aufgerufen werden, wie Abbildung 6.31 zeigt.
Abbildung 6.31: Die Erweiterung des VisualWorks-Sto¨berers zum Aufrufen von
Entwurfsmuster-Assistenten
6.6.2 Visuelles Zuordnen von Entwurfsmustern
  
A. Einfu¨hrung und Notation
Die Entwurfsmuster-Assistenten fu¨hren die Entwickler/in beim Zuordnen der Rollen, die die
Klassen im Entwurfsmuster spielen, zu den Klassen, die fu¨r die Benutzungsschnittstelle be-
reits entworfen wurden. Die Vorstellung, daß Klassen bestimmte Rollen im Entwurfsmuster
erben, wird jedoch noch deutlicher, wenn sie visuell in einem Klassendiagramm dargestellt
wird. Fu¨r das Klassendiagramm wird wieder eine UML-artige Notation verwendet, und das
Klassendiagramm des Entwurfsmusters wird mit dem Klassendiagramm des aktuellen Ent-
wurfs verschmolzen. Dies kann z. B. durch
”
Ziehen und Fallenlassen” oder durch
”
Auswa¨hlen
und Beschreiben” veranlaßt werden (wie in Abschnitt 2.3 vorgestellt).
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werden müssen














die bereits vorhandene Klasse 








B. Konzeptuelles Modell und Programmierebene
Die Vorstellung ist, daß Klassen Rollen u¨bernehmen, wie Schauspieler auf der Bu¨hne bestimm-
te Rollen spielen. Das Annehmen der Rolle ist wie das Anziehen eines Kostu¨ms - durch U¨ber-
streifen einer Klasse auf eine andere werden die Eigenschaften der Rolle auf die Basisklasse
u¨bertragen. Auf Programmiersprachenebene entspricht das der Verwendung des Sprachkon-
strukts
”
Interfaces” mit automatischer Generierung der Implementierung in Java.
Klassendiagramme sind eine visuelle Darstellung auf der Strukturebene (Ebene 2), daher ist
auch das visuelle Zuordnen von Entwurfsmustern auf dieser Ebene angesiedelt.

C. Besonderheiten und Bewertung
Der Vorteil dieser Methode ist, daß keine neue Darstellung fu¨r Entwurfsmuster gelernt werden
muß, sondern auf den visuellen Methoden fu¨r den Strukturaspekt aufgebaut werden kann. Es
hat sich gezeigt, daß die visuelle Speziﬁkation
”
visuelles Zuordnen von Entwurfsmustern” dazu
fu¨hrt, daß die Entwickler/innen Muster oder Kollaborationen speichern und wiederverwenden,
wie auch beim erweiterbaren Entwurfsmusterkatalog (Abschnitt 6.6.1).
∼∼∼
D. Realisierung im Werkzeug COMBO
Wie besprochen wird die Notation der Klassendiagramme (siehe Abschnitt 6.2.2) verwendet.
Zum
”
Anziehen” der Rollen kann entweder in dem aktuellen Entwurf durch
”
Ziehen und
Fallenlassen” eine Klasse mit einer anderen verschmolzen werden, oder es kann die spezielle
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Funktion merge verwendet werden, die eine vorher markierte Klasse mit einem ausgewa¨hlten
Muster verschmilzt. Die zweite Option ist in Abbildung 6.33 und 6.34 dargestellt.
Abbildung 6.33: Anlegen der Klasse TankView im Klasseneditor.
Das Entwurfsmuster
”
Strategy” soll mit der Klasse TankView verschmolzen werden, indem
TankView die Rolle der Kontext-Klasse u¨bernimmt
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6.7 Visuelle Methoden fu¨r Komponententechnologie
Wie in Abschnitt 4.4.3 eingefu¨hrt, ist das wesentliche Merkmal bei der Verwendung der Kom-
ponententechnologie das
”
Programmieren durch Zusammenstecken”. Diese Art von Program-
mieren ruft bei den meisten Menschen eine Menge an visuellen (und haptischen) Vorstellungen
hervor. Solche Vorstellungen gehen vom
”
Zusammenschrauben aus vorgefertigten Bauteilen”
bis zum
”
Zusammenstecken wie Legobausteine”. Das Modell einer Lokomotive, wie sie als
Analogie fu¨r die Konstruktion in Kapitel 4 vorgestellt wurde, wird in der Regel auch durch
Zusammenstecken und Verdrahten konstruiert, wie in Abbildung 6.35 dargestellt.
Abbildung 6.35: Das Modell einer Lokomotive kann aus ﬁschertechnik-Bausteinen
zusammengesteckt werden (Bilder aus [Kno99, dW99])
Konzeptuelle Modelle fu¨r das visuelle Programmieren durch Zusammenstecken von Kompo-
nenten sind daher zuna¨chst leicht zu ﬁnden. Allerdings passen die Alltagsvorstellungen bei
genauerem Hinsehen nicht auf die Programmierung mit Komponenten.
Martin hatte in seiner von mir betreuten Diplomarbeit [Mar00] die Aufgabe, verschiedene
Vorstellungen auf ihre Tauglichkeit fu¨r die Programmierung von Benutzungsschnittstellen zu
untersuchen: Die Lego-, Puzzle und Graphen-Metapher. Als Komponentenmodell wurde das
in Abschnitt 4.4.3 vorgestellte Modell verwendet (siehe auch Abbildungen 6.41 und 6.42).
Als Beispiel wurde wieder der Tank verwendet, mit der (in Abbildung 6.36) folgenden Auftei-
lung in Komponenten [MS00]. Dabei ist zu unterscheiden zwischen (auf der Benutzungsober-
ﬂa¨che) sichtbaren Komponenten, z. B. tank view und (auf der Benutzungsoberﬂa¨che) nicht





Abbildung 6.36: Mo¨gliche Modularisierung des Tankbeispiels mit Komponenten
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Neben der spa¨ter vorgestellten Graphenmetapher (siehe Abschnitte 6.7.1 und 6.7.2) werden
die Vor- und Nachteile der Puzzle- und Lego-Metapher hier kurz pra¨sentiert:
Puzzle-Metapher
Die Puzzle-Metapher ist gut vorstellbar und den meisten
Entwickler/innen aus der Kindheit bekannt. Alle Kom-
ponenten und ihre Kopplungen sind gleichzeitg zu sehen.
Andererseits sind Puzzle-Teile inﬂexibel, selbst wenn sie
in der Gro¨ße vera¨nderlich sind und die Puzzle-Nasen
und -Buchten verschoben werden ko¨nnen. Es ko¨nnen
beispielsweise nicht mehrere Ein- und Ausga¨nge mitein-
ander verbunden werden, ohne daß sich die Teile u¨ber-
lagern.
Abbildung 6.37: Das Tankbeispiel als Puzzle aus Komponenten
(Bild aus [Mar00])
Lego-Metapher
Auch die Lego-Metapher ist wohlbekannt




nen” gut vorstellbar. Um das Layout und
die Anordnung der Legosteine darstellen zu
ko¨nnen, sind aber zwei Ansichten erforder-
lich. Legosteine sind durch ihre dreidimen-
sionale Darstellung noch unﬂexibler als die
Puzzle-Teile und brauchen auf dem Bild-
schirm viel Platz.
Abbildung 6.38: Das Tankbeispiel in der Lego-Metapher
(Bild aus [Mar00])
Die untersuchten Metaphern gingen von gleichartigen Kopplungensarten aus. Eine zusa¨tzliche
Schwierigkeit entsteht, wenn die in Tabelle 4.1 auf Seite 99 dargestellten Kopplungsarten
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visuell dargestellt werden sollen.
Maschinen-Metapher
Es wa¨re gut wenn Komponenten wie Bauteile von Ma-
schinen dargestellt werden ko¨nnten: Bei Maschinenteilen
bestimmt die Funktion die Form. In der nebenstehenden
Abbildung wird deutlich, daß das untere Zahnrad nicht
ohne Adapter mit den beiden anderen Zahnra¨dern zu-
sammenarbeiten kann. Es ist aber auch sofort zu sehen,
wie eine Achse beschaﬀen sein muß, auf die eines der
Zahnra¨der gesteckt werden kann.
Bei Softwarekomponenten ist es nicht ganz so einfach:
In der Regel ist die Kopplung unabha¨ngig von der Funk-
tionalita¨t. Die Funktionalita¨t einer Softwarekomponen-
te kann auch nur abstrahiert durch eine Form darge-
stellt werden. Oft ist es aber leichter, die Funktionalita¨t
durch die Benennung der Softwarekomponente darzu-
stellen, als durch ein Piktogramm.
Daher ist die Maschinenmetapher zwar geeignet, um in
der Person, die ein Bild betrachtet, die Vorstellung her-
vorzurufen, wie Komponenten miteinander arbeiten. Sie
ist aber nicht geeignet, um die Funktionalita¨t und Kopp-
lung von Softwarekomponenten zu beschreiben.
Abbildung 6.39: Kopplung von Maschinenteilen als Metapher fu¨r die Kopplung von Kompo-
nenten
Auch sollen nicht alle Komponenten mit allen anderen Komponenten gekoppelt werden
ko¨nnen. D’Souza [DW98] stellt funktional angepaßte Schnittstellen dar, wie in Abbildung 6.40
zu sehen. Dabei haben die Kopplungen verschiedene Formen. Im Gegensatz zur Maschinen-





Abbildung 6.40: Funktional angepaßte Schnittstellen
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6.7.1 Visuelles Zusammenstecken von Komponenten in der Schich-
tendarstellung
  
A. Einfu¨hrung und Notation
Beim visuellen Zusammenstecken werden fertige Komponenten miteinander verbunden. Sicht-
bare und unsichtbare Komponenten ko¨nnen dabei entweder in einer Darstellung (wie in Vi-
sualAge fu¨r Java [IBM00], diese Notation benutzt die Methode
”
Auswa¨hlen und Beschreiben”,
siehe Abschnitt 6.4) oder in mehreren Darstellungen (wie in JavaStudio, siehe Abschnitt 4.5)
zusammengesteckt werden. Wird nur eine Darstellung verwendet, liegen die Komponenten
manchmal in verschiedenen Schichten (engl. layers). Die Kopplung erfolgt durch Pfeile, die,
je nach Interpretation, Datenﬂu¨sse, Nachrichtenaufrufe oder Ereignisﬂu¨sse darstellen.

B. Konzeptuelles Modell und Programmierebene
Die Vorstellung ist, daß der Aspekt Anordnung zusammen mit dem Aspekt Verhalten in einer
Darstellung speziﬁziert werden kann. Dabei wird das Verhalten nicht u¨ber Kontrollstrukturen
von Programmiersprachen, d. h. Basismechanismen (Ebene 0) deﬁniert, sondern durch Akti-
vierung des Verhaltens der Komponenten. Eine Komponente hat Ein- und Ausga¨nge und wenn
diese aktiviert werden, wird
”
in” der Komponente das entsprechende Verhalten angestoßen.
Auf einer abstrakteren Ebene ist die Vorstellung die gleiche wie bei den Objekt-Petrinetzen
(Abschnitt 6.3.2), wobei eine Komponte mehrere Objekte enthalten kann.
Die Programmierung durch Zusammenstecken erfolgt auf der Strukturebene (Ebene 2), mit
Ausnahme der Anordnung der sichtbaren Komponente, die aufgabenorientiert ist (Ebene
3). Um eine aufgabenorientierte Programmierung der Kopplung zu erreichen, mu¨ßte eine
Darstellung entsprechend der Maschinen-Metapher (siehe oben) gefunden werden.

C. Besonderheiten und Bewertung
In [Mar00] sind die Vor- und Nachteile der einzelnen Darstellungen ausfu¨hrlich diskutiert
worden.
Zusa¨tzlich werden im Kontext des konzeptuellen Modells auch die Ergebnisse von Abschnitt
4.5.2 versta¨ndlich: In Programmierumgebungen wie PARTS oder VisualAge scheint die Be-
nutzer/in auf der Komponentenebene zu programmieren. Die Pfeile bedeuten aber teilwei-
se Methodenaufrufe (Ebene 0), teilweise Komponentenaktivierung (Ebene 2) und teilweise
Benutzer/innen-Eingaben (Ebene 3). Das ist verwirrend, zumal die Aufteilung in die Ebe-
nen eine Unterscheidung aus der vorliegenden Arbeit ist, und den Entwickler/innen, die diese
Arbeit nicht gelesen haben, u. U. gar nicht so klar ist.
∼∼∼
D. Realisierung im Werkzeug COMBO
Die Ergebnisse aus Abschnitt 4.5.2 und des Vergleichs in [Mar00] haben zu der im folgenden
beschriebenen Realisierung gefu¨hrt, die im Rahmen der Diplomarbeit von Martin implemen-
tiert wurde.
Der Realisierung von Martin lag das bereits erwa¨hnte Komponentenmodell zugrunde, dessen
Klassenstruktur in Abbildung 6.41 und dessen Kommunikation in Abbildung 6.42 dargestellt
ist.
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Abbildung 6.41: Das der Realisierung in COMBO zugrundeliegende Komponentenmodell
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Abbildung 6.42: Kommunikation der Komponenten
Mit diesem Komponentenmodell, das von Martin erweitert wurde, wurde eine Schichten-
Darstellungsform gewa¨hlt. Darin ko¨nnen sichtbare und unsichtbare Komponenten, sowie die
Beschriftungen und Kopplungen in einem Fenster, aber in verschiedenen Schichten dargestellt





Abbildung 6.43: Die Schichten der Komponenten-Darstellung
(Bild nach [Mar00])
In dieser Darstellung kann der Tank aus der in Abbildung 6.36 gezeigten Komponentenauf-
teilung wie in Abbildung 6.44 zusammengesteckt werden. Im nebenstehenden Dialog ko¨nnen
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die Ein- und Ausga¨nge explizit ausgewa¨hlt werden.
Abbildung 6.44: Die LCL-Darstellung
(Bild aus [Mar00])
6.7.2 Visuelles Zusammensetzen von Komponenten in Chip-
Darstellung
  
A. Einfu¨hrung und Notation
Die Chip-Darstellung ist etwas einfacher als die Schichten-Darstellung. Hier wird der Anord-
nungsaspekt aus der Darstellung ausgeschlossen und nur das Zusammenstecken selbst darge-
stellt. Die Notation folgt der Metapher des Verdrahtens von (Computer-)Chips: Komponenten



























Abbildung 6.45: Notation fu¨r die Chipdarstellung
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
B. Konzeptuelles Modell und Programmierebene
Computer-Chips sind Komponenten sehr a¨hnlich, indem sie (abstrakt gesehen) Funktionalita¨t
kapseln und gleichartige Ein- und Ausga¨nge haben, durch die Signale (z. B. zeitlich sich
a¨ndernder elektrischer Strom) ﬂießten, deren Analogie ein Strom von Ereignissen ist.
Diese Vorstellung liegt wieder auf der Strukturebene (Ebene 2).

C. Besonderheiten und Bewertung
Die einfachere Vorstellung, die wieder nur einen Aspekt speziﬁziert (Verhalten des Systems
als Kopplung aus Komponenten), paßt eher zum Aspektmodell als die Schichtendarstellung.
Die Schichtendarstellung hat aber den Vorteil, daß die sichtbaren Komponenten durch ihre
Darstellung als Widgets besser
”
anzufassen” sind. Die Erfahrung hat gezeigt, daß die Entwick-
ler/innen in Abha¨ngigkeit von bereits bekannten Metaphern die Schichten- (wenn sie schon
beispielsweise mit VisualAge gearbeitet haben) oder die Chip-Darstellung bevorzugen (wenn
sie noch nicht mit einem Komponentenwerkzeug gearbeitet haben).
∼∼∼
D. Realisierung im Werkzeug COMBO
Es wurde eine direkte Umsetzung der unter A. beschriebenen Notation realisiert.
Abbildung 6.46: Verdrahtung von Komponenten fu¨r das Tank-Beispiel
Kapitel 7
COMBO: Ein Werkzeug zum visuellen
Entwurf von Benutzungsschnittstellen
In Kapitel 6 wurden visuelle Speziﬁkationsmethoden fu¨r die Entwicklung von Benutzungs-
schnittstellen vorgestellt, die auf dem Erkla¨rungsansatz und dem Aspektansatz aufbauen.
Diese Speziﬁkationsmethoden sollen gemeinsam verwendet werden ko¨nnen, d. h. daß sie in
einen Entwicklungsprozeß integriert sind, der der Entwickler/in bekannt sein muß, und der
durch geeignete Navigationshilfen unterstu¨tzt wird.
Deshalb wird in diesem Kapitel die Benutzungsoberﬂa¨che von COMBO vorgestellt, d. h.
die Projektverwaltung und die Navigation zur Unterstu¨tzung des Entwicklungsprozesses.
Außerdem wird die Implementierung von COMBO vorgestellt, um Leser/innen, die COMBO
erweitern mo¨chten, die Anknu¨pfungspunkte dafu¨r zur verdeutlichen.
Danach wird untersucht, inwieweit die in Kapitel 2 und 5 geforderteDurchga¨ngigkeit durch
die verschiedenen Programmierebenen im Werkzeug COMBO gegeben ist.
Zuletzt soll angedeutet werden, welche Ideen fu¨r Erweiterungen des Werkzeugs COM-
BO entwickelt wurden, ebenfalls als Anknu¨pfungspunkte fu¨r interessierte Leser/innen und
nachfolgende Arbeiten.
7.1 U¨bersicht
COMBO ist in Smalltalk mithilfe der Entwicklungsumgebung VisualWorks realisiert; alle
Benutzungsschnittstellen-Werkzeuge der Standard-Klassenbibliothek von VisualWorks sind
mit COMBO integriert (siehe Abschnitt 7.3.1).
Zusa¨tzlich wurde der Entwurfsrahmen HotDraw (siehe [Joh92], [Bra95], sowie [Jac00]) be-
nutzt, um einige graphischen Editoren zu erstellen.
Wie in Kapitel 6 beschrieben, werden die verschiedenen Speziﬁkationsmethoden als einzelne
Editoren realisiert, die durch eine gemeinsame Datenstruktur, das COMBO-Modell, realisiert
werden.
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Abbildung 7.1: U¨bersicht u¨ber die Verwendung mehrerer Editoren in COMBO
Der Name des Werkzeugs ist COMBO, in Ana-
logie zu einer kleinen Musikkapelle mit mehreren
Instrumenten.
Um eine Aufnahme (Benutzungsschnittstelle) zu er-
stellen, mu¨ssen mehrere Musiker/innen miteinan-
der spielen (Editoren miteinander arbeiten). Sie set-
zen die Noten mit der Interpretation der Diri-
gent/in (konzeptuelles Modell der Entwickler/in) um,
wobei sie jeweils nur eine Stimme spielen (einen
Aspekt speziﬁzieren).
Die Analogie triﬀt auf die aspekt-u¨bergreifenden
Editoren natu¨rlich nicht mehr zu. Es soll aber
deutlich werden, daß das konzeptuelle Modell im
Mittelpunkt steht und die Editoren verschiedene
Aspekte des Gesamtwerks ausdru¨cken.
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7.2 Benutzungsoberﬂa¨che von COMBO
7.2.1 COMBO-Projektverwaltung
Aus der Sicht der Entwickler/in ist die
COMBO-Projektverwaltung der Startpunkt
fu¨r das Arbeiten mit COMBO. Beim Starten
von COMBO (z. B. durch Auswahl aus dem
Tools-Menu¨ von VisualWorks oder durch
Eingabe von COMBO open) erscheint eine Li-
ste aller bereits vorhandenen Projekte. Die
Entwickler/in kann ein bereits bestehendes
Projekt laden oder ein neues Projekt anfan-
gen, siehe Abbildung 7.2.
Abbildung 7.2: Die Projektverwaltung zeigt
alle COMBO-Projekte an
7.2.2 COMBO-Navigation
Im vorhergehenden Kapitel wurden 16 visuelle Speziﬁkationsmethoden vorgestellt und Hin-
weise auf weitere mo¨gliche Methoden gegeben. Außerdem steht im Hintergrund immer auch
die textuelle Programmierung, mit weiteren Hilfen wie Sto¨berern (z. B. in Smalltalk der so-
genannte class browser). Selbst wenn jede einzelne Methode klar und u¨berschaubar ist, kann
die Vielfalt von Methoden Verwirrung erzeugen.
Da bei der Entwicklung die Interaktion in mehreren Fenstern stattﬁndet, also die Arbeit
an der Benutzungsschnittstelle in mehreren Unterwerkzeugen geschieht, ist die Navigation
zwischen den einzelnen Werkzeugen sehr wichtig.
Nachdem ein Projekt ausgewa¨hlt wurde, erscheint das Navigationsfenster, das Abbildung 6.1
u¨ber die Architektur vom COMBO nachempfunden ist, da dies dem konzeptuellen Modell der
Bearbeitung entspricht.
Abbildung 7.3: Navigation zwischen den verschiedenen Entwurfswerkzeugen.
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Die Anordnung wurde um das Modell herum gruppiert, um der Entwickler/in zu zeigen, daß es
keine Entwurfsreihenfolge zwischen den verschiedenen graphischen Methoden gibt, die durch
die Werkzeuge realisiert werden.
Durch Anklicken der einzelnen Werkzeugkno¨pfe werden die entsprechenden Werkzeuge ge-
startet, bzw. es wird zwischen den Werkzeugen umgeschaltet.
Bei der Navigation werden zwei Arten von Werkzeugen unterschieden: Solche, die alle Ent-
wurfselemente des Projekts darstellen und solche, die einzelne Klassen bearbeiten.
Beim Anklicken von Werkzeugkno¨pfen der
ersten Kategorie (Klasseneditor, Klassen-
browser) wird das entsprechende Werkzeug
mit einer Darstellung aller Elemente des ak-
tuellen Projekts geo¨ﬀnet, bzw., wenn es be-
reits geo¨ﬀnet ist, in den Vordergrund ge-
bracht. Werkzeuge, die einzelne Elemente be-
arbeiten, werden beim Anklicken mit leerer
Arbeitsﬂa¨che geo¨ﬀnet.
Um Werkzeuge fu¨r bestimmte Klassen zu
o¨ﬀnen, muß die Liste aller Projektelemen-
te geo¨ﬀnet, die entsprechende Klasse aus-
gewa¨hlt und das entsprechene Werkzeug
u¨ber einen Knopf aktiviert werden.
Abbildung 7.4: Die Liste aller Elemente, die
zu einem Projekt geho¨ren.
7.3 Implementierung von COMBO
Das System COMBO ist eine Entwicklungs- und Programmierumgebung fu¨r Benutzungs-
schnittstellen. Die Implementierung basiert auf einer Erweiterung der Smalltalk-Programmier-
umgebung VisualWorks.
Das System COMBO besteht aus verschiedenen Teilen, alle Teile bauen auf der VisualWorks-
Klassenbibliothek und dem dazugeho¨rigen VisualWorks-System auf (siehe Abbildung 7.5):
• Das COMBO Modell ist das Datenmodell, in dem die zu entwickelnde Benutzungs-
schnittstelle (der aktuelle Entwurf) gehalten wird. Es besteht aus abstrakten und
konkreten Klassen. Die COMBO Projektverwaltung ist die Schnittstelle zwischen
COMBO Modell und COMBO Editoren. Fu¨r die Editoren u¨bernimmt sie die Verwal-
tung der Eintra¨ge ins Modell und fu¨r die Benutzungsschnittstellen-Elemente verwaltet
sie die Zugeho¨rigkeit zu den COMBO Editoren.
• Die COMBO Editoren sind die eigentlichen Speziﬁkationswerkzeuge
• Die COMBO Navigation leitet die Benutzer/in von COMBO, d. h. die Entwickler/in
der Benutzungsschnittstelle, durch die verschiedenen Aspekte und Programmierebenen.




































Abbildung 7.5: Die Software-Teile von COMBO
Dieser Abschnitt beschreibt zuna¨chst die Implementierung des COMBO-Modells, mit dessen
Hilfe alle Editoren integriert werden. Anschließend wird auf die Editoren eingegangen, wobei
insbesondere die Grundstruktur der Editoren, die mit dem HotDraw-Entwurfsrahmen erstellt
wurden, kurz vorgestellt werden.
7.3.1 Struktur der Benutzungsschnittstellen: das COMBO-Modell
Fu¨r ein Datenmodell, das eine Benutzungsschnittstelle beschreibt, gibt es mehrere Alternati-
ven:
1. Ein neuer Entwurfsrahmen fu¨r Benutzungsschnittstellen mit abstrakten und konkre-
ten Klassen, eventuell unter Verwendung einer neuen Modellbeschreibungssprache (die-
ser Ansatz wurde z. B. fu¨r die Entwurfsrahmen ET++ [Gam91] oder HotDoc [Buc98]
gewa¨hlt). Der Vorteil dieser Alternative ist, daß in den Klassen die Methoden zur Ver-
waltung eines aktuellen Entwurfs implementiert sein ko¨nnen. Nachteilig ist, daß dann die
gesamte Benutzungsschnittstellen-Funktionalita¨t implementiert werden mu¨ßte. Auch
ko¨nnten bereits bestehende Benutzungsschnittstellen-Werkzeuge nicht eingebunden wer-
den, d. h. außer den mit dem Entwurfsrahmen erstellten Bausteinen ko¨nnten in einer
Benutzungsschnittstelle keine weiteren Bausteine verwendet werden.
2. Das Datenmodell dient nur zum Halten der Klassen und Objekte, die beim Entwurf der
Benutzungsschnittstelle verwendet werden. Damit ko¨nnen bereits bestehende Baustei-
ne in den Entwurf eingebunden werden. Außerdem ko¨nnen verschiedenartige Editoren
miteinander integriert werden. Die zusa¨tzliche Funktionalita¨t fu¨r die Verwaltung kann
mithilfe zweier Mechanismen an die Elemente des aktuellen Entwurfs gebunden werden:
(a) Durch Erbung: Das Datenmodell stellt Klassen (oder abstrakte Klassen wie z. B.
in Java die sog. Interfaces) zur Verfu¨gung, die die Verwaltungsfunktionalita¨t im-
plementieren (oder in abstrakten Klassen unimplementiert beschreiben). Alle Ele-
mente des aktuellen Entwurfs mu¨ssen dann von diesen Klassen erben. Nachteilig
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ist, daß in Sprachen ohne Mehrfacherbung, wie Smalltalk, nahezu alle Klassen fu¨r
die Benutzungsschnittstellen-Entwicklung erweitert werden mu¨ssen.
(b) Mithilfe des Entwurfsmusters
”
Dekorator”. Jede Klasse, die in dem Modell, d. h.
dem aktuellen Entwurf der Benutzungsschnittstelle, enthalten ist, wird mit einem
Dekorator verknu¨pft, der die Verwaltungs- und alle weiteren beno¨tigten Funktio-
nalita¨ten implementiert.
COMBO wurde, nach einigen Versuchen mit den anderen Alternativen, wegen der Flexibilita¨t
mit Hilfe der zweiten Alternative, unter Verwendung des Dekorator-Musters, realisiert.
Eine Benutzungsschnittstelle, die mit Hilfe von COMBO entwickelt wird, wird Projekt ge-
nannt. Jedes Projekt ist eine Sammlung von Benutzungsschnittstellen-Elementen, die durch
Dekoratoren gekapselt werden.
Es wurde eine Klasse COMBOProject deﬁniert, die die Verwaltung eines Projekts u¨bernimmt.
Da in der VisualWorks Klassenbibliothek das Entwurfsmuster Dekorator in der allgemeinen
Form noch nicht enthalten ist, wurde eine Klasse Decorator entworfen, die das Muster rea-
lisiert.
Die Weitergabe von Methoden, die der Dekorator nicht ausfu¨hren kann, sondern an die ur-





selector not found“ werden abgefangen, und der Methodenaufruf
an die im Dekorator enthaltene Klasse (decoratorComponent) weitergeleitet.


























Mit diesem Grundgeru¨st kann ein aktueller Entwurf als eine Sammlung von
Benutzungsschnittstellen-Elementen aufgebaut werden.
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Wie in Kapitel 6 dargestellt, werden solche Benutzungsschnittstellen-Elemente mithilfe ver-
schiedener Editoren, d. h. Speziﬁkationswerkzeuge speziﬁziert. Jeder Editor stellt die im Mo-
dell enthaltenen Elemente auf eine bestimmte Weise dar, d. h. ein Widget wird im Zeichen-
programm durch ein graphisches Benutzungsschnittstellen-Element dargestellt und im Ob-
jektdiagrammeditor durch die schematisierte Darstellung eines Objekts.
Zu den Verwaltungsaufgaben der Klasse COMBOProjekt geho¨rt es daher auch, zu koordinieren,
in welchen Editoren ein Element des aktuellen Entwurfs dargestellt wird. An die Editoren wird
die Darstellung und die Speicherung der Darstellung delegiert (siehe Abschnitt 7.3.2).
Ein konkretes Projekt kann daher, wie in Abbildung 7.7 gezeigt, schematisch dargestellt wer-
den: Im Modell sind die Dekoratoren gespeichert, die wiederum eine Liste der Editoren ver-



















































Editoren für den Layout-Aspekt
Komponenten-
Editor
Editoren für den Struktur-Aspekt
Entwurfsmusterdiagramm-
Abbildung 7.7: Das Modell und das Zusammenwirken der Editoren in einem
konkreten Entwurf
7.3.2 Implementierung der Speziﬁkationswerkzeuge: Die COMBO-
Editoren
Die verschiedenen Editoren als Realisierung von Speziﬁkationsmethoden wurden in Kapitel
6 beschrieben. In diesem Abschnitt wird die Integration der Editoren und der von ihnen
erzeugten Elemente beschrieben.
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Verschiedene Arten der Elemente von Benutzungsschnittstellen
Wie in Abschnitt 7.3.1 dargestellt, ist das COMBO-Modell ﬂexibel genug, verschiedene Arten
von Benutzungsschnittstellen-Elementen zu integrieren.
Im aktuellen Prototyp werden drei verschiedene Realisierungen der Funktionalita¨t von Be-
nutzungsschnittstellen unterstu¨tzt:
• Der klassische MVC-Mechanismus,
• das Application Framework von VisualWorks (beide in Abschnitt 4.3.2 vorgestellt) und
• das in Abschnitt 6.7.1 vorgestellte Komponentenmodell.
Dies ist mo¨glich, weil die verschiedenen, auf diesen Mechanismen aufgesetzten, Editoren
(MVC-Editor (Abschnitt 6.3.4), UIPainter (Abschnitt 6.1.1) und Komponenteneditor (Ab-
schnitt 6.7.1)) Teile von Benutzungsschnittstellen erzeugen, die gema¨ß dem jeweiligen Prinzip
fu¨r sich vollsta¨ndig funktionieren.
Die COMBO-Projektverwaltung speichert die erzeugten Elemente unabha¨ngig von ihrem
Funktionalita¨tsprinzip. Deshalb ko¨nnten auch alle anderen in Abschnitt 4.3.2 vorgestellten
Funktionalita¨tsprinzipien integriert werden. Wenn es sich um das gleiche Prinzip, aber ei-
ne andere Implementierung handelt, kann sogar die gleiche Speziﬁkationsmethode verwendet
werden.
Hier wird der Vorteil eines weitgehend implementierungsunabha¨ngigen Vorgehens durch das
Aspektmodell deutlich: Unabha¨ngig davon, daß es viele verschiedene Funktionalita¨tsprinzipien
(von denen die wichtigsten in Abschnitt 4.3.2 beschrieben wurden) gibt, kann eine Benutzungs-
schnittstelle mit Hilfe der Begriﬀe Aussehen, Struktur, Verhalten und Anbindung beschrieben
werden. Neue Funktionalita¨tsprinzipien wie die der Komponententechnologie ko¨nnen dann
relativ einfach integriert werden, ohne daß sich das konzeptuelle Modell der Entwickler/in an
Implementierungsdetails anpassen muß. Die Integration und Implementierung muß allerdings
von der Werkzeug-Entwickler/in realisiert werden.
Verschiedene Arten von Editoren
Im wesentlichen gibt es drei Arten von Editoren, die bei Abgabe dieser Arbeit in COMBO
verwendet werden: UIPainter, HotDraw-Editoren und, als Erga¨nzung fu¨r die textuelle Pro-
grammierung, der VisualWorks Klassensto¨berer.
Neue Editoren von COMBO ko¨nnen entweder als Erweiterungen der vorhandenen Editoren
erstellt werden oder es kann auch auf ein beliebiges neues Konzept zuru¨ckgegriﬀen werden.
Die Struktur und Mechanismen des VisualWorks UIPainters wurden in Abschnitt 4.3.2 vor-
gestellt. Beispielsweise hat Martin den UIPainter fu¨r den LCL-Komponenten-Editor (siehe
Abschnitt 6.7.1) erweitert.
Die Mechanismen der HotDraw-Editoren sind in [Jac00] beschrieben. Die Struktur des Ent-
wurfsrahmens HotDraw und die Punkte, an denen die Erweiterungen stattﬁnden, werden in
Abbildung 7.8 zusammengefaßt.














Abbildung 7.8: Die Struktur von HotDraw-Editoren
Durch die Verwendung des oben beschriebenen Dekorator-Musters in der Projektverwaltung
werden die Abbildungen der Editoren konsistent gehalten.
Elemente, die mit den Zeichen- oder Komponentenwerkzeugen von HotDraw erstellt wurden
werden mit Hilfe der VisualWorks-Klasse ViewHolder in die UIPainter-Editoren eingebunden.
7.4 Durchga¨ngigkeit der Vorgehensweise in den ver-
schiedenen Programmierebenen im Tank-Beispiel:
Das MVC-Prinzip
Die in Abschnitt 5.3 auf Seite 133 beschriebene Vorgehensweise des vertikalen
”
Absteigens”
von Programmierebene zu Programmierebene soll hier anhand des MVC-Prinzips im Tank-
beispiel beschreiben werden.
Die Erfahrungen mit neun studentischen Arbeiten (Diplom und Studienarbeiten sowie Prak-
tika) zeigten, daß Informatikstudent/innen vier bis sechs Wochen Zeit beno¨tigen, um Anwen-
dungen in VisualWorks/Smalltalk mit Hilfe des MVC-Prinzips programmieren zu ko¨nnen (bei
ta¨glicher Bescha¨ftigung mit dem Thema).
Die Ha¨lfte der Zeit wird zum Erlernen der Klassen und Mechanismen fu¨r die Benutzungs-
schnittstelle beno¨tigt.
Das Vorgehen, erst die Entwicklungsumgebung VisualWorks und die Sprache Smalltalk zu
erlernen und danach die textuelle Programmierung der Benutzungschnittstelle, soll hier als
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Bottom-Up-Verfahren bezeichnet werden. Personen, die auf diese Weise vorgegangen sind,
verstehen das Aspektmodell und die aufgabenorientierte Programmierung.
Auch das umgekehrte Vorgehen, d. h. Top-Down von der aufgabenorientierten zur textuellen
Programmierung, sollte getestet werden. Damit sollten die Grundideen dieser Arbeit, der
Erkla¨rungsansatz und der Aspektansatz veriﬁziert oder verworfen werden:
Wenn die Benutzungsschnittstelle mit Hilfe der Aspekte des Aspektmodells erkla¨rt werden
kann, dann kann umgekehrt die Benutzungsschnittstelle auch aus Speziﬁkationen, die die Form
solcher Erkla¨rungen haben, konstruiert werden.
Der Versuch ist die Weiterfu¨hrung von Untersuchung 1:
”
Direktmanipulatives vs. struktur-
orientiertes Programmieren einer Robotersteuerung” in Abschnitt 2.2.6 auf Seite 28: Statt
visueller Programmierung auf den verschiedenen Programmierebenen fu¨r eine Steuerung, soll
hier die visuelle Programmierung auf den verschiedenen Programmierebenen von Benutzungs-
schnittstellen untersucht werden.
Folgende Hypothese soll untersucht werden:
Bietet ein Werkzeug visuelle Methoden fu¨r die Speziﬁkation des Verhaltensaspekts sowohl
aufgabenorientiert (Ebene 3) als auch strukturorientiert (Ebene 2) an, so daß ein Top-Down-
Vorgehen mo¨glich ist, ist das MVC-Prinzip schneller zu erlernen als auf dem Bottom-Up-Weg.
Durch das Top-Down-Vorgehen wird auch das Versta¨ndnis von textueller Programmierung
(Ebene 1 und 0) erho¨ht.
Aus Zeitgru¨nden konnte kein formaler Test stattﬁnden. Stattdessen wurden zwei Versuchs-
person ausgewa¨hlt, eine, die das Tank-Beispiel im Bottom-Up-Verfahren programmierte (und
weiterhin mit BU abgeku¨zt wird) und eine, die das Top-Down-Verfahren erprobte (TD ab-
geku¨rzt).
• Versuchsperson BU, ein Informatiker, erlernte Smalltalk in 32 Lektionen nach [Hop97].
Die MVC-Programmierung wurde anhand einer Beispiel-Benutzungsschnittstelle ge-
lernt, die einen ausgewu¨rfelten Zahlwert auf dem Bildschirm anzeigt. Diese Beispiel-
Benutzungsschittstelle sollte den MVC-Mechanismus verwenden. Das Tankbeispiel muß-
te sie anhand dieses Beispiels von Hand programmieren.
• Versuchsperson TD, ein Diplom-Elektrotechniker, z.z. Zt. Informatikstudent, kannte die
Programmierprinzipien von Smalltalk in Grundzu¨gen. An ihm wurde die in Abschnitt
5.3 dargestellte Vorgehensweise erprobt.
Top-Down-Vorgehen
Tabelle 7.1 gibt die Vorgehensschritte, ihre Ausfu¨hrung und die Zeit, die TD fu¨r die einzelnen
Schritte beno¨tigt hat, wieder.
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Vorgehensschritt Ausfu¨hrung Zeit
TD
1. Verstehen des Aspektmodells Das Aspektmodell wurde mu¨ndlich erkla¨rt. 25 min
2. Visuelle Speziﬁkation mit aufga-
benbezogenen Methoden (Ebene 3)
Zuna¨chst wurde das Wu¨rfelbeispiel mit der Ver-
haltensbibliothek vorgefu¨hrt, dann sollte TD einen
Tank ebenfalls mit der Verhaltensbibliothek ent-
werfen.
30 min
3. Wenn diese nicht ausreichen:
3.a. Visuelle Speziﬁkation mit Kom-
ponenten (Abstieg Ebene 2)
wurde nicht erprobt -
3.b. visuelle Speziﬁkation mit Hil-
fe von Entwurfsmustern (ebenfalls
Ebene 2) oder
Mithilfe des MVC-Editors, der in Abschnitt 6.3.4
beschrieben wurde, wurde das Wu¨rfelbeispiel auf
Ebene 2 vorgestellt. Danach sollte anhand dieses
Beispiels der Tank auf Ebene 2 programmiert wer-
den
55 min
3.c. visuelle Speziﬁkation sonstiger
Mechanismen (Ebene 2)
wurde nicht erprobt -
4. Wenn diese nicht ausreichen:
Textuelle Speziﬁkation mit Ent-
wurfsmustern (Abstieg auf Ebene 1)
TD sollte Ausschnitte aus der Klassenbibliothek
mit Hilfe des textuellen Klassensto¨berers erkla¨ren.
Damit sollte gekla¨rt werden, ob sie das MVC-
Prinzip verstanden hatte.
10 min
5. Normale textuelle Programmie-
rung (Abstieg auf Ebene 0)
wurde nicht erprobt -
Tabelle 7.1: Das Top-Down Vorgehen nach dem Aspekt- und Erkla¨rungs-Ansatz
Vorgehensschritte, Ausfu¨hrung und beno¨tigte Zeit im konkreten Versuch
Die Zeiten zeigen bereits, daß TD schnell gelernt hat und das Beispiel schnell entwickeln konn-
te. Zur U¨berpru¨fung sollte TD einer anderen Person das Beispiel erkla¨ren, indem es sie noch
einmal entwickelt. Abbildungen 7.9 bis 7.11 zeigen Aussschnitte aus dem Entwicklungsprozeß.
Abbildung 7.9: Aufgabenorientierte Programmierung (Ebene 3) durch Verhaltensbibliothek
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Abbildung 7.10: MVC-mechanismusorientierte Programmierung (Ebene 2).
Die Wu¨rfel-Anwendung dient als Beispiel
Abbildung 7.11: MVC-Mechanismusorientierte Programmierung (Ebene 2). Der
U¨bergang zur textuellen Programmierung auf Ebene 1 und 0 wird durch den
Methodensto¨berer u¨bergeleitet.
Zusa¨tzlich beantwortete TD Fragen zu Grundideen, Anwendung und Programmierung des
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MVC-Mechanismus richtig. Auch fand sie sich in der textuellen Programmierung (im
Klassensto¨berer) gut zurecht, da sie herleiten konnte, welche Klassen, Methoden und
Programmtext-Stu¨cke warum generiert wurden. Die Funktionsweise wurde in der Terminolo-
gie des Aspektmodells erka¨rt.
Damit kann fu¨r diesen Fall die Hypothese veriﬁziert werden.
Eine Anmerkung: Interessanterweise stellte TD nach Abschluß des Versuchs die Frage:
”
Was
ist denn jetzt an dieser Vorgehensweise das Besondere? Das ist doch eigentlich ganz banal”. Of-
fensichtlich hat TD durch die Vorgehensweise die bei den Student/innen beobachteten Schwie-
rigkeiten beim Erlernen der Programmierung von Anwendungen mit dem MVC-Mechanismus
nicht gehabt.
Bottom-Up-Vorgehen
Die folgende Tabelle gibt die Zeiten fu¨r BU wieder:
Vorgehensschritt Zeit
Erlernen der Grundlagen von Smalltalk 49 h
Erlernen der Graphikprogrammierung mit VisualWorks 3,5 h
Erlernen der Klassen und Mechanismen der VisualWorks Klassenbibliothek fu¨r Be-
nutzungsschnittstellen
13 h
Programmieren des Tank-Beispiels durch Modiﬁkation eines Beispiels im Buch 4h
Tabelle 7.2: Zeiten zum Erlernen des Programmierens des Tank-Beispiels
”
von Hand”
Es ist deutlich zu sehen, daß der Aufwand zum Erlernen der Grundlagen fu¨r die Programmie-
rung des Tank-Beispiels sehr hoch ist. Trotzdem fu¨hlt sich BU noch nicht sehr sicher in der
Smalltalk-Programmierung. Beispielsweise schreibt die Versuchsperson nach drei Wochen:
”
Ich bin jetzt mit dem Buch bis zum Wuerfel gekommen. Der Wuerfel rollt
auch bischen. Leider stecke ich gerade fest und hab’ gerade keine richtige Lust
mehr mich durchzubeissen. Vielleicht ist es hilfreich, wenn wir uns mal zusam-
mensetzen.”
Das MVC-Prinzip erkla¨rt sie mit Hilfe a¨hnlicher Zeichnungen wie TD.
Vergleich
Der Vergleich ist nicht repra¨sentativ, denn
• TD hatte von vorneherein fu¨r den Versuch nur einen Nachmittag Zeit, wa¨hrend BU
Smalltalk von Grund auf erlernen wollte und sich vier Wochen Zeit nahm,
• da die Autorin dieser Arbeit auch die Versuchsleiterin war, ist der Versuch nicht objektiv,
• die prototypische Realisierung von COMBO ist nicht sehr robust (wa¨hrend des Versuchs
gab es einen Absturz) und komfortabel.
• Der Versuch zeigt aber das Vorgehen zweier an der Entwicklung von COMBO nicht
beteiligten Personen und hat die Hypothese besta¨tigt.
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7.5 Anwendbarkeit von COMBO
In der Einleitung wurden als Beispiele der Tank und auf Seite 5 die komplexeren Flugzeug-
Benutzungsschnittstellen vorgestellt. Der Tank wurde durchga¨ngig in der ganzen Arbeit als
Beispiel fu¨r die einzelnen Methoden verwendet, d. h. es ist einsichtig, daß mit COMBO ein
solches Tank-Widget erstellt werden kann.
Wie ist es aber mit komplexeren Benutzungsschnittstellen?
Benutzungsschnittstellen fu¨r Flugzeuganzeigen
Die klassische Flugzeuganzeige
Abbildung 7.12: Die klassische Flugzeug-Benutzungsschnittstelle
Abgesehen davon, daß diese Widgets von der Firma Genlogic [Gen00] bereits vordeﬁniert wur-
den, wa¨re zur Erstellung der klassischen Flugzeuganzeigen-Benutzungsschnittstelle folgendes
Vorgehen mo¨glich:
• Vorhandene Widgets werden mit Hilfe des Anordnungswerkzeugs auf einer Arbeitsﬂa¨che
plaziert.
• Noch nicht deﬁnierte Widgets werden
– mit Hilfe des Zeicheneditors gezeichnet,
– ihr Verhalten wird mit Hilfe der Verhaltensbibliothek (z. B. bei den Skalen) oder
des MVCEditors deﬁniert und
– ihre Anbindung an die Objekte zur Verwaltung der Flugdaten wird durch die Ver-
bindung der entsprechenden Attribute (und Formeln zur Berechnung) mit den
Widgets deﬁniert.
• Danach ko¨nnen auch diese Widgets auf der Arbeitsﬂa¨che plaziert werden, und no¨tige
Anbindungen vorgenommen werden.




















Fu¨r die Skalen kann hier, a¨hnlich wie
im ersten Beispiel, vorgegangen wer-
den: Speziﬁzieren durch Zeichnen und
Zuweisen von Verhalten.
Die Dreiecke in der Mitte der Anzei-
ge ko¨nnen ebenfalls gezeichnet werden.
Ihr Verhalten (A¨nderung von Gro¨ße
und Position in Abha¨ngigkeit von Flug-
geschwindigkeit und Lage) ist in der
prototypischen Implementierung von
COMBO nicht vorhanden und mu¨ßte
neu implementiert und der Verhaltens-
bibliothek hinzugefu¨gt werden.
Abbildung 7.13: Skizze des Vorgehens zum Speziﬁzieren einer experimentellen
Flugzeug-Benutzungsschnittstelle
Der Hintergrund, d. h. ein sich vera¨nderndes Koordinatensystem oder eine Kamerabild bzw.
ein simuliertes Kamerabild, muß von Hand programmiert werden. Um hierfu¨r eine visuelle
Speziﬁkationsmethode zu entwickeln, mu¨ßten die Algorithmen der Computer-Graphik nach
entsprechenden Mustern abgesucht werden. Wu¨rden solche Muster gefunden, mu¨ßte u¨berpru¨ft
werden, ob eine Werkzeugunterstu¨tzung mo¨glich ist, d. h. ob der Code zur Implementierung
der Muster eﬃzient aus einer visuellen Speziﬁkationsmethode generiert werden ko¨nnte.
7.6 Erweiterungen fu¨r COMBO
7.6.1 Verteiltes Entwerfen von Benutzungsschnittstellen
In [SBF96] wurde ein erweiterter Model View Controller-Mechanismus fu¨r Gruppenarbeit vor-
gestellt. Dabei wird ein erweitertes COMBO-Modell beno¨tigt, das außer der vielfachen Dar-
stellung der Elemente der Benutzungsschnittstelle in den Editoren auch den Zugriﬀ mehrerer
Entwickler/innen verwaltet. Der Zugriﬀ selbst wird von Agenten gesteuert, die sich miteinan-
der koordinieren ko¨nnen.
Das Grundmodell ist in Abbildung 7.14 dargestellt, es wurde jedoch nicht implementiert.
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Legende:
Benutzer/in 3Benutzer/in 2Benutzer/in 1   


































































































































































































































































































Abbildung 7.14: Grundmodell fu¨r verteiltes Entwickeln mit COMBO
7.6.2 Erweiterung von COMBO zur Entwicklung beliebiger Benut-
zungsschnittstellen
COMBO wurde als Werkzeug zur Entwicklung von Benutzungsschnittstellen fu¨r technische
Systeme entwickelt, weil dort dynamische Benutzungsschnittstellen-Elemente beno¨tigt wer-
den.
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Auch Schreibtisch-Benutzungsschnittstellen verwenden dynamische Elemente, wie z. B. das
Papierkorb-Piktogramm von Microsoft Windows, je nach Zustand, voll oder leer dargestellt
wird:
“In the future, visual representations will resemble real-world objects, which act
like real-world objects while the user interacts with them. Today, icons are static
bitmaps that do little to convey the capabilities of an object” [IBM97b]
Die Benutzungsschnittstellen, die mit COMBO erstellt werden ko¨nnen, sind zweidimensional
und basieren auf Maus- und Tastaturinteraktion.
Um weitere Eingabegera¨te einbinden zu ko¨nnen und multimodale oder dreidimensionale Be-
nutzungsschnittstellen der ku¨nstlichen oder erweiterten Realita¨t entwickeln zu ko¨nnen, ko¨nn-
ten die Ideen von COMBO verwendet werden. Allerdings mu¨ßte dreidimensionale Graphik
und Interaktion von der Programmierumgebung unterstu¨tzt werden oder ein entsprechender
Entwurfsrahmen speziell fu¨r COMBO entwickelt werden.
Außerdem mu¨ßten neue Speziﬁkationsmethoden entwickelt werden, die der Entwicklung drei-
dimensionaler Benutzungsschnittstellen angepaßt wu¨rden. Die in Abschnitt 2.3 vorgestellten
Prinzipien fu¨r die Unterstu¨tzung visueller Speziﬁkationsmethoden, sowie die Basisarchitektur
von COMBO, wa¨ren aber eine gute Grundlage.
Die Vorgehensweise, die fu¨r COMBO verwendet wurde, ist auch fu¨r solche Werzeuge anwend-
bar:
• Herausﬁnden, wie Entwickler/innen sich die Benutzungsschnittstellen vorstellen,
• aus den Ergebnissen die u¨bergreifende Terminologie herausﬁltern und
• auf dieser Terminologie aufbauend Speziﬁkationsmethoden entwickeln.
7.6.3 Erweiterung von COMBO durch neue Methoden und Prin-
zipien
Die oﬀene Realisierung erlaubt das Einbinden neuer Methoden und die Erweiterung durch
neue Prinzipien.
Zum Einbinden neuer Methoden mu¨ßten neue Editoren geschrieben werden, die in die
COMBO-Verwaltung integriert werden mu¨ssen. Da die Darstellung den Editoren u¨berlassen
bleibt, und das Modell, wie oben beschrieben, nur entha¨lt, welche Editoren benachrichtigt
werden, ist ein solches Einbinden neuer Methoden nicht sehr schwer.
Schwieriger ist das Finden neuer Methoden, die das konzeptuelle Modell nicht zu sehr u¨ber-




Papier- und Stift-Interaktion”, die in Kapitel 1 vorgestellt wurde, ist
eine interessante Erweiterung. Solche Interaktionen machen die Entwicklung noch intuitiver.
Das Verwenden von Constraints wa¨ren eine gute Erweiterung fu¨r COMBO, sowohl, weil
sich Zusammenha¨nge im graphischen Verhalten oder bei der Anbindung leichter als Pro-
grammcode formulieren ließen, als auch, weil es viele visuelle Ansa¨tze zur Constraintpro-
grammierung gibt. In COMBO wurden sie bisher nicht aufgenommen, weil es bereits viele
visuelle Ansa¨tze fu¨r Constraints gibt, und aus Forschungssicht keine neuen visuellen Speziﬁ-
kationsmethoden dabei entstanden wa¨ren.
202 Kapitel 7. COMBO: Ein Werkzeug zum visuellen Entwurf von Benutzungsschnittstellen
7.6.4 Erweiterung von COMBO fu¨r ergonomische Benutzungs-
schnittstellen
Mit COMBO ko¨nnen Benutzungsschnittstellen leicht entworfen werden. Damit ist aber nicht
sichergestellt, daß die entworfenen Benutzungsschnittstellen auch einfach zu benutzen sind.
Ein wesentlicher Schritt dazu ist die Integration von Werkzeugen, die z. B. das Einhalten
von Richtlinien u¨berwachen. Dilli [DH94] hat eine Komponente fu¨r das Werkzeug DIADES
II [DVH93] entworfen, die die Integrita¨t von Benutzbarkeitsregeln u¨berwacht. Eine solche
Komponente ko¨nnte ebenfalls in COMBO integriert werden. Dazu gibt es zwei Ansa¨tze:
• Die Integrita¨ts-Komponente u¨berwacht den aktuellen Entwurf, der im COMBO-Modell
gespeichert ist.
• Die Editoren integrieren die fu¨r sie infrage kommenden Richtlinien. Ansatzweise ist dies
in COMBO durch den Einsatz von Entwurfsmustersprachen bereits der Fall, z. B. bei
den anwendungsspeziﬁschen Layoutmustern (siehe Abschnitte 4.4.2 und 6.1.3)
7.6.5 Evaluierung von COMBO
Das Experiment in Abschnitt 7.4 testete nur einen kleinen Ausschnitt der Entwicklungsme-
thodik mit COMBO. Die Bewertung aller visuellen Methoden einzeln und des Werkzeugs
COMBO als Ganzes, mit Hilfe des in Kapitel 2.2 eingefu¨hrten kognitiven Rahmens, durch ein
Experiment mit Entwickler/innen, steht noch aus. Ein Experiment wa¨re jedoch sehr aufwen-
dig, wie im folgenden in Grundzu¨gen dargestellt:
Dazu mu¨ßte ein Beispiel, das so komplex ist, daß alle Aspekte deﬁniert werden mu¨ßten, von
vielen Entwickler/innen einmal
”
von Hand” d. h. textuell auf Ebene 0, und einmal mit Hilfe
von COMBO entwickelt werden. Um eine aussagekra¨ftige Bewertung zu erhalten, mu¨ßten so
viele Testpersonen daran teilnehmen, daß statistisch signiﬁkante Ergebnisse entstehen, und
zwar u¨ber verschiedene Gruppen:
• Ingenieur/innen und Informatiker/innen,
• Personen, die eher visuell orientiert sind und Personen, die eher textuell orientiert sind,
• Gruppen, die bestimmte Kombinationen der angebotenen Methoden nutzen und
• Gruppen, die die Grundkonzepte von objektorientierten Benutzungsschnittstellen und
Software Engineering Methoden kennen bzw. nicht kennen.
Es fanden sich am Fachgebiet neben den an der Entwicklung von COMBO beteiligten Perso-
nen (deren Ergebnisse auch verfa¨lscht wa¨ren) nicht genug Personen, die das notwendige Wissen
u¨ber Benutzungsschnittstellen-Entwicklung mit Smalltalk besaßen, um an diesem aufwendi-
gen Experiment teilnehmen zu ko¨nnen.
Kapitel 8
Zusammenfassung und Ausblick
Mit der vorliegenden Arbeit werden ein Modell, eine Vorgehensweise und ein Werkzeug zur
Entwicklung von Benutzungsschnittstellen technischer Systeme vorgelegt.
Zuna¨chst wurden in allen Disziplinen die Anforderungen herausgearbeitet, die an Methoden
und Werkzeuge zur Entwicklung von Benutzungsschnittstellen gestellt werden:







visuelle Programmierung” sowie den Ergebnissen einer Untersuchung zum Thema
”
Visuelles Programmieren von Robotern” wurden die kognitiven Anforderungen extra-
hiert, die an die Menschen beim (visuellen) Entwickeln von Software gestellt werden,
und die fu¨r eine Werkzeugunterstu¨tzung aufgegriﬀen werden mu¨ssen:
– Konzeptuelle Modelle der Entwickler/innen bilden sich aus dem Wissen u¨ber die
zuku¨nftigen Benutzer/innen, den technischen Modellen und Vorgehensweisen bei
der Software-Entwicklung von Benutzungsschnittstellen. Ein Werkzeug zur Ent-
wicklung von Benutzungsschnittstellen muß daher den Aufbau dieser konzeptuellen
Modelle unterstu¨tzen. Dazu wurde in Abschnitt 2.1.3 der Erkla¨rungsansatz erar-
beitet. Ebenso muß ein Werkzeug eine Terminologie anbieten, die das konzeptuelle
Modell beru¨cksichtigt. Dazu wurde in Abschnitt 2.1.4 der Aspektansatz vorgestellt.
– Programmierung ﬁndet auf verschiedenen Abstraktionsebenen statt. Das hat zur
Folge, daß es in einer Lernkurve immer wieder
”
Mauern” gibt, die die Entwickler/in
beim Erlernen der Software-Entwicklung von Benutzungsschnittstellen u¨berwinden
muß. Fu¨r die visuelle Speziﬁkation von Benutzungsschnittstellen wurden in dieser
Arbeit vier Ebenen der Programmierung benannt: die Ebene der Basiskonzepte
(Ebene 0), die Struktur- und Mechanismenebene, die u¨bergeordnete Konzepte tex-
tuell (d. h. mit Hilfe von Programmtext) beschreibt (Ebene 1), die Struktur- und
Mechanismenebene, die u¨bergeordnete Konzepte visuell beschreibt (Ebene 2) und
die Ebene des aufgabenorientierten Programmierens (Ebene 3).
– Zur Unterstu¨tzung des Erkla¨rungs- und des Aspektansatzes sowie zur Erleichterung
des Programmierens auf den vier Abstraktionsebenen wurden in dieser Arbeit fu¨nf
Interaktionsprinzipien fu¨r Benutzungsschnittstellen-Werkzeuge aufgestellt.
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• Aus einer Umfrage unter Ingenieur/innen und Informatiker/innen und der Analy-
se von Benutzungsschnittstellen technischer Anwendungen sowie der Literatur tech-
nischer Fachrichtungen wurden Besonderheiten beim Entwurf von Benutzungsschnitt-
stellen technischer Anwendungen herauskristallisiert:
– Benutzungsschnittstellen technischer Anforderungen sind von der Graphik her eher
dynamisch, von der Anordnung her eher statisch. Prozeßbilder spiegeln den Pro-
zeß und die Anlage wider. Entwicklungs-Werkzeuge mu¨ssen den Entwurf solcher
Benutzungsschnittstellen vereinfachen.
– Die Darstellung der Benutzungsschnittstellen muß verschiedene Betriebsarten un-
terstu¨tzen und darf die Bediener/in nicht u¨berfordern. Solche graphischen Dar-
stellungen erfordern neue, ungewo¨hnliche graphische Benutzungsschnittstellen-Ele-
mente, deren Erstellung durch ein Werkzeug unterstu¨tzt werden sollte.
– Entwickler/innengruppen fu¨r den Entwurf solcher Benutzungsschnittstellen sind
interdisziplina¨r zusammengesetzt, deshalb muß die Versta¨ndigung zwischen ver-
schiedenen Fachrichtungen unterstu¨tzt werden.
– Die Expert/innen der technischen Anwendungsgebiete sind ausgebildet, Systeme,
z. B. Fabrikanlagen oder Anlagensteuerungen, zu entwerfen. Oft wollen sie auch
die Benutzungsschnittstellen zu den Programmen erstellen, mo¨glichst mit den Me-
thoden, mit denen sie ausgebildet wurden. Deshalb mu¨ssen Werkzeuge, die von
Anwendungsexpert/innen genutzt werden sollen, sowohl die Terminologie als auch
die Methoden der technischen Fachgebiete unterstu¨tzen.
• Auch die software-technischen Grundlagen zur Entwicklung von Benutzungsschnitt-
stellen wurden herausgearbeitet. Da in der Informatik-Literatur implementierungs- und
methodenunabha¨ngige Beschreibungen des Erstellens von Software fu¨r Benutzungs-
schnittstellen fehlen, wurde mit Kapitel 4 ein U¨berblick gegeben. Dieser U¨berblick gibt
den Stand der Literatur, die Ergebnisse einer Umfrage im WWW und die im Rahmen
dieser Arbeit gemachten Erfahrungen mit vielen Programmierumgebungen und einigen
-sprachen wieder. Dazu geho¨ren
– die Terminologie von Benutzungsschnittstellen sowie ihr grundsa¨tzlicher Aufbau,
– verschiedene Modularisierungsmodelle von Benutzungsschnittstellen und die Auf-
teilung ihrer Aufgaben,
– Modelle u¨ber Funktionsweisen von Benutzungsschnittstellen, sowie die verschieden-
artigen Umsetzungen in einzelnen Programmierumgebungen durch die jeweiligen
Mechanismen der Klassenbibliothek,
– der Einsatz von Konzepten des Software Engineering zur Wiederverwendung, wie
Anwendungsrahmen, Entwurfsmuster und Komponenten und
– die Integration von visuellen Speziﬁkationsmethoden in Programmierumgebungen.
Die in den Kapiteln 2 bis 4 gewonnenen Erkenntnisse wurden in ein Modell umgesetzt: das
Aspektmodell. Das Aspektmodell baut auf dem Aspektansatz auf und beschreibt Benutzungs-
schnittstellen in einer Terminologie, die Entwickler/innen aller Fachrichtungen verstehen, da
es sprachunabha¨ngig, implementierungsunabha¨ngig und plattformunabha¨ngig ist. Es wurde
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an einem Beispiel in einer konkreten Programmiersprache (Smalltalk) gezeigt, daß das Aspekt-
modell die konkreten Konzepte umschreibt. Aus einer Speziﬁkation, die in der Terminologie
des Aspektmodells erstellt ist, kann ein konkreter Programmtext generiert werden. Daru¨ber-
hinaus ist das Aspektmodell auf allen identiﬁzierten Programmier-Ebenen gu¨ltig, so daß das
Wechseln zwischen den Programmierebenen erleichtert wird.
Weiterhin wurde eine Werkzeugunterstu¨tzung fu¨r das Aspektmodell diskutiert und als das
Werkzeug COMBO implementiert. Dazu wurden zuna¨chst visuelle Speziﬁkationsmethoden
fu¨r die Aspekte vorgestellt, auch auf den verschiedenen Programmierebenen, die im Rahmen
dieser Arbeit entstanden sind. Auch einige bekannte visuelle Speziﬁkationsmethoden wurden
in dieser Arbeit an das Aspektmodell angepaßt.
Insbesondere wurden visuelle Speziﬁkationsmethoden fu¨r den Einsatz von Entwurfsmustern
(sowohl die in dieser Arbeit beschriebenen als auch bekannte Entwurfsmuster) und die Kom-
ponententechnologie entwickelt.
Alle Speziﬁkationsmethoden wurden als graphische Editoren implementiert bzw. die beste-
henden diskutierten Speziﬁkationsmethoden wurden angepaßt. Die Integration weiterer gra-
phischer Editoren ist mo¨glich.
Zur Integration der unterschiedlichen visuellen Speziﬁkationsmethoden wurde eine Daten-
struktur, das sog. COMBO-Modell entwickelt, das den aktuellen Entwurf entha¨lt und die
verschiedenen Darstellungen in den Speziﬁkationseditoren koordiniert. Dazu dient auch die
COMBO-Projektverwaltung.
Weiterhin wurden Hilfsmittel zur Navigation fu¨r die Entwickler/innen implementiert, um die
Verwendung unterschiedlicher Speziﬁkationseditoren zu erleichtern.
Die Durchga¨ngigkeit durch die verschiedenen Programmierebenen wurde mit sehr guten Er-
gebnissen an einer Versuchsperson getestet und mit den Ergebnissen einer zweiten Person
verglichen, die rein textuell programmierte.
Skizzen fu¨r mo¨gliche Erweiterungen, die zum Druckzeitpunkt noch nicht implementiert sind,
wurden anschließend vorgestellt.
Ausblick
Die grundlegenden Erkenntnisse fu¨r eine fachrichtungsunabha¨ngige Werkzeugunterstu¨tzung
wurden durch diese Arbeit gewonnen und ein Demonstrator, das Werkzeug COMBO, wurde
implementiert.
Diese Ergebnisse ko¨nnen in verschiedene Richtungen weiterentwickelt werden:
• Das Aspektmodell kann fu¨r multimodale, dreidimensionale und sonstige neue
Benutzungsschnittstellen-Technologien umgesetzt werden.
• COMBO kann als kommerzielles Werkzeug weiterentwickelt werden.
• Die in Abschnitt 7.6 vorgestellten Erweiterungsskizzen sollten implementiert werden.
Daru¨berhinaus sollten meiner Meinung nach weiterhin grundlegende Forschungen u¨ber das
konzeptuelle Modell von Software-Entwickler/innen stattﬁnden. Es ist notwendig, daß auch
die Vorgehensweisen und Methoden großer Entwickler/innen-Gruppen bei der Entwicklung
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komplexer Software-Projekte u¨ber la¨ngere Zeitra¨ume mit den Mitteln der kognitiven Psycho-
logie analysiert werden.
Die Entwicklung neuer Technologien fu¨r den Entwurf von Benutzungsschnittstellen bzw.





Bastlern” sein, sondern auch die Erkenntnisse u¨ber
”
Durchschnitts-Entwickler/innen” und
ihre Vorstellungen einbeziehen. So, wie in neuere Programmiersprachen (z. B. Java) die guten
Technologien aus etablierten Programmiersprachen (z. B. Smalltalk) einﬂießen, sollten auch
bewa¨hrte Technologien zur Software-Entwicklung verwendet werden. Dazu muß man sich, wie
in dieser Arbeit gezeigt, in verschiedensten Gebieten umschauen, z. B. bei der Sto¨berertech-
nik der Smalltalk-Entwicklungsumgebungen, bei den visuellen Techniken aus Dokumenten-
Erstellungswerkzeugen (wie HTML, PowerPoint, usw.) oder bei den Systementwicklungs-
Werkzeugen der Anwendungsgebiete (wie LabViews, MATLAB, usw.).
Glossar
Anordnungswerkzeug (engl. interface builder) Ein Werkzeug, mit dem graphische
Benutzungsschnittstellen-Elemente in ihrer graphischen Darstellung auf einer Arbeits-
ﬂa¨che angeordnet werden ko¨nnen.
Anwendung Alle Komponenten des Laufzeitsystems, die die eigentliche funktionale Verar-
beitung des Systems, also z. B. ohne Ein- und Ausgabe, an die Benutzer/in u¨bernehmen.
Ein- und Ausgabe von Daten an andere Komponenten, z. B. Hardware geho¨ren auch
zur Anwendung.
Anwendungsobjekte (business objects) sind die Objekte, die die Anwendung modellie-
ren, also die reine Datenverarbeitung. Synonyme: Modell (ist aber mehrdeutig, da in
verschiedenen Kontexten verwendet), Gescha¨ftsobjekte ([Kra97])
Anwendungsrahmen (framework) Eine Menge von Klassen, die eine Anwendung reali-
sieren
Aspekte von Benutzungsschnittstellen Aspekt = [...] die Art der Betrachtung von et-
was [Mu¨l85]. Benutzungsschnittstellen ko¨nnen unter verschiedenen Gesichtspunkten be-
trachtet werden, z. B. dem Layoutaspekt oder dem Verhaltensaspekt. Miteinander ver-
woben ergeben die verschiedenen Aspekte die ganze Schnittstelle. Der Ansatz dieser
Arbeit ist, verschiedene Aspekte einer Benutzungsschnittstelle zu identiﬁzieren, Werk-
zeuge fu¨r die Speziﬁkation der verschiedenen Aspekte zur Verfu¨gung zu stellen und die
Ergebnisse der Speziﬁkationen zu der Benutzungsschnittstelle zusammenzustellen. Der
Begriﬀ Aspekt ist in dieser Arbeit jedoch abstrakter verwendet als im aspektorientierten
Programmieren.
Aspektorientiertes Programmieren Programmiermethodik, bei der bestimmte Aspek-
te eines Programms, die nicht in einem Element (Objekt, Prozedur) deﬁniert werden
ko¨nnen, sondern in vielen Elementen implementiert werden mu¨ssen (z. B. die Fehlerbe-
handlung) explizit deﬁniert und dann mit Hilfe des sog. Aspektwebers auf die Elemente
verteilt werden [KLM+97].
Benutzungsschnittstelle Der Begriﬀ Benutzungsschnittstelle umfaßt alle Laufzeitkompo-
nenten eines Systems, die dafu¨r sorgen, daß Ausgaben der Anwendung an die Benut-
zer/innen weitergegeben werden ko¨nnen, und daß Eingaben von Benutzer/innen entge-
gengenommen und an die Anwendung weitergegeben werden. Im Rahmen dieser Arbeit
bezeichne ich damit je nach Kontext aber auch den Programmtext, der diese Kompo-
nenten des Laufzeitsystems erzeugt.
Componentware Software, die aus Komponenten gemacht wird.
II Glossar
Diagramm Graphische Repra¨sentation einer Menge von Elementen, oft als Graph darge-
stellt.
Entwurfsmuster (engl. design patterns)
Ereignis
”
Aktionen oder Zustandsa¨nderungen, die ha¨uﬁg vom Benutzer ausgelo¨st werden,
auf die ein Programm antworten kann. Typische Ereignisse sind z. B. das Dru¨cken einer
Taste, das Klicken auf Schaltﬂa¨chen sowie Mausbewegungen.” [Uni98]
ereignisgesteuert Software, die auf a¨ußere Ereignisse - z. B. auf einen Tastendruck oder
einen Mausklick - reagiert, wird als ereignisgesteuerte Software bezeichnet. Bei ereignis-
gesteuerten Eingabemasken ist es z. B. nicht erforderlich, die Eingabe in einer festgeleg-
ten Reihenfolge vorzunehmen. Es ko¨nnen na¨mlich die gewu¨nschten Felder z. B. durch
einen Mausklick aktiviert werden [Uni98].
ereignisgesteuerte Programmierung Ein Programmierkonzept, bei dem ein Programm
sta¨ndig eine Menge von Ereignissen pru¨ft und entsprechend darauf antwortet, z. B. auf
das Dru¨cken einer Taste oder auf Mausbewegungen. Insbesondere der Apple Mackintosh
ist bekannt dafu¨r, daß die meisten Programme eine ereignisgesteuerte Programmierung
erfordern, obwohl graphische Benutzungsschnittstellen, z. B. Microsoft Windows oder
das X Window System, ebenfalls nach dieser Methode arbeiten [Uni98].
Framework siehe Anwendungsrahmen
Higher-Level-Concept Fu¨r diesen Begriﬀ gibt es keine direkte U¨bersetzung. Das englische
Wort concept bedeutet Vorstellung oder Begriﬀ, das deutsche Wort Konzept beschreibt
dagegen einen Plan oder einen ersten Entwurf. Higher-level heißt ho¨herwertig oder
”
auf
einer ho¨heren Ebene/Stufe”. Im Deutschen muß aber noch die Dimension, auf die sich
das ho¨her bezieht, angegeben werden. In der Regel ist mit dem Begriﬀ gemeint, daß
bestimmt Mechanismen gekapselt werden, so daß von außen nicht alle Details (von
Funktion oder Struktur) sichtbar sind.
Infrastruktur Alle fu¨r die Funktionsfa¨higkeit der Wirtschaft eines Landes notwen-
digen Verha¨ltnisse, Einrichtungen und Anlagen, z. B. Arbeitskra¨fte, Straßen,
Kanalisation.[WB99]
Informatiker Mit der Informatik bescha¨ftigter Wissenschaftler, Techniker [WB99].
Informatikerin Mit der Informatik bescha¨ftigte Wissenschaftlerin, Technikerin [WB99].
Interface builder siehe Anordnungswerkzeug
Komponenten Lauﬀa¨hige Anwendungen (meist als Bina¨rcode vorliegend), die zu gro¨ßeren
Anwendungen
”
zusammengesteckt” werden ko¨nnen. Die Schnittstellen sind fest deﬁniert
und es gibt Mechanismen, die das Verbinden der Schnittstellen u¨bernehmen. Im Un-
terschied zu Komponenten wird bei der Verwendung von Anwendungsrahmen der Code
von Klassenbeschreibungen und mo¨glichen Interaktionen verwendet und letztendlich die
Anwendung unter Verwendung der Klassen des Anwendungsrahmens implementiert.
Modell
”
Eine semantisch vollsta¨ndige Abstraktion eines Systems, also eine vollsta¨ndige und
selbstbeschreibende Vereinfachung der Realita¨t, die man wa¨hlt, um das System besser
beschreiben zu ko¨nnen” ([BRJ97], S. 93).
Glossar III
Multiview Environment Entspricht den integrierten Entwicklungsumgebungen. Es gibt
mehrere Ansichten auf ein Repository, das den Entwicklungsstand speichert.
Oberﬂa¨chenobjekte Sind die Objekte, aus denen die Benutzungsoberﬂa¨che besteht.
Prinzip Grundsatz, Regel, Richtschnur [WB99]; Grundsatz, den jemand seinem Handeln
und Verhalten zugrundelegt, allgemeingu¨ltige Regel, nach der etwas abla¨uft [Mu¨l85].
Programmbibliothek Eine Sammlung von Programmstu¨cken, die z. B. durch Aufruf oder
Erben in neue Programme eingebunden werden ko¨nnen
Speziﬁkation Detaillierte Beschreibung der Teile eines Ganzen und ihrer
Eigenschaften[Sch97b]. Auch ein Programm ist danach eine Speziﬁkation, oft wird der
Begriﬀ aber nur fu¨r abstraktere Beschreibungen benutzt oder fu¨r Beschreibungen, die
nur Teilaspekte eines Programms speziﬁzieren.
Speziﬁkationsmethode Der Begriﬀ Speziﬁkationsmethode wird in dieser Arbeit verwen-
det, um eine Speziﬁkationssprache oder -technik zusammen mit der Vorgehensweise zur
Anwendung der Sprache oder Technik zu verwenden. Falls vorhanden, geho¨rt auch die
Realisierung durch ein Werkzeug dazu.
Speziﬁkationssprache Mittel zur sprachlichen und/oder graphischen Darstellung von Pro-
grammen und Systemen und ihrer Eigenschaften und Verhaltensweisen. Im Gegensatz zu
einer Programmiersprache werden in einer Speziﬁkationssprache nicht die genauen algo-
rithmischen Abla¨ufe und die konkreten Datenstrukturen, sondern nur die gewu¨nschten
Eigenschaften des herzustellenden Produkts beschrieben. Speziﬁkationssprachen werden
in der Entwurfsphase, also noch vor dem Einsatz von Programmiersprachen, benutzt.
[Wis93]. Moderne Ansa¨tze gehen davon aus, daß ein System auf einem, dem Denken der
Benutzer/innen sehr nahen Niveau, beschreiben werden sollte (nach [Sch97b]).
Speziﬁkationstechnik Notation zur Speziﬁkation von Systemen [Sch97b].
Sto¨berer (engl. browser) Ein Werkzeug, daß das Sto¨bern in einer großen Datenmenge er-
laubt, z. B. fu¨r Webseiten oder Programmtext.
System Sammlung von Untersystemen (sog. Subsystemen), die so organisiert sind, daß sie
einen Zweck erfu¨llen. Systeme werden durch Modelle, evtl. Modelle aus verschiedenen
Sichten, beschrieben. Untersysteme sind wiederum Sammlungen von Elementen, die
zusammen ein bestimmtes Verhalten realisieren [BRJ97] S. 93.
Verbindungsobjekte sind die Objekte, die Oberﬂa¨che und Anwendung verbinden. Syn-
onym: Adaptoren (Smalltalk- und Komponententechnologie-Jargon).
Widget Ein Oberﬂa¨chenelement. Der Name ist eine Zusammenziehung von Window und




Werkzeuge zur Entwicklung von
Benutzungsschnittstellen
Das Entwerfen von Benutzungsschnittstellen wird durch verschiedenartige Werkzeuge un-
terstu¨tzt. Diese Werkzeuge sind in unterschiedlichen Bereichen entstanden: aus der In-
formatik (z. B. Programmierung, Software Engineering), aus den Design-Disziplinen
(Benutzungsschnittstellen-Design, Web-Design) und aus den verschiedensten Anwendungsge-
bieten. Brad Myers hat auf einer Web-Seite (siehe [Mye00b]) u¨ber 150 Werkzeuge aufgelistet,
und das sind nur die verfu¨gbaren; viele der Forschungsansa¨tze sind trotz guter Ideen nie fu¨r
einen Vertrieb fertiggestellt worden. Aufgrund der Vielzahl der Werkzeuge soll hier nur ei-
ne kurze Beschreibung verschiedener Klassen von Werkzeugen, zusammen mit ausgewa¨hlten
Beispielen, gegeben werden, die jeweils typische Vertreter dieser Klasse repra¨sentieren. Dabei
handelt es sich nicht immer um die kommerziell erfolgreichsten oder, aus wissenschaftlicher
Sicht gesehen, besten Werkzeuge ihrer Art, sondern um, in dieser Arbeit untersuchte, typi-
sche Exemplare. Eine in irgendeiner Hinsicht vollsta¨ndige Auﬂistung wu¨rde den Rahmen der
Arbeit sprengen.
Die Klassiﬁkationen basiert auf den Arbeiten von [Po¨p96, Mye95, Mye00b].
Ich unterscheide die Werkzeuge nach
1. Bibliotheken, die vordeﬁnierte Elemente fu¨r Benutzungsschnittstellen enthalten,
2. Werkzeugen, deren Hauptaufgabe der Entwurf von Benutzungsschnittstellen oder die
Entwicklung von Elementen von Benutzungsschnittstellen ist,
3. Anwendungswerkzeugen, die hauptsa¨chlich zur Entwicklung von Anwendungen be-
stimmter Bereiche dienen, insbesondere aus technischen Gebieten, wie es dem Schwer-
punkt dieser Arbeit entspricht und
4. integrierenden Werkzeugen, die eine Kombination der anderen Werkzeuge beinhalten.
A.1 Bibliotheken
Werkzeugka¨sten
Eine Bibliothek von Widgets wird oft auch Toolkit (Werkzeugkasten) genannt, genauso wie
die Schicht der Benutzungsschnittstelle, die aus diesen besteht. Jede Entwicklungsumgebung,
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mit der Benutzungsschnittstellen erstellt werden ko¨nnen, entha¨lt einen solchen Baukasten.
Oft mu¨ssen neue Widgets programmiert und der Bibliothek hinzugefu¨gt werden. Es gibt
allgemeine Werkzeugka¨sten, z. B. fu¨r Fenster, Rollbalken etc. und anwendungsspeziﬁsche
Werkzeugka¨sten, z. B. fu¨r Simulation. Beispiele1fu¨r kommerzielle Werkzeugka¨sten sind das
X Toolkit [Jos94] und Motif [Lee00]. Die Werkzeugsammlung von Amulet, das spa¨ter
unter dem Namen Garnet reimplementiert wurde [MFM+96], basiert auf solchen Werk-
zeugka¨sten. Es gibt auch anwendungsspeziﬁsche Werkzeugka¨sten; Beispiele dafu¨r werden in
Abschnitt A.3 aufgelistet.
Anwendungsrahmen
Anwendungsrahmen sind Klassenbibliotheken, in denen neben den einzelnen Elementen auch
Beziehungen fu¨r Anwendungen implementiert sind (siehe auch Abschnitt 6.5).
Mit Hilfe der durch den Anwendungsrahmen HotDoc [Buc98] deﬁnierten Parts, ko¨nnen ak-
tive Dokumente, entsprechend Webseiten, zusammengestellt werden. Das Application Fra-
mework von VisualWorks stellt alle wichtigen Klassen und die Mechanismen und Infra-
struktur zur Entwicklung von traditionellen, zweidimensionalen Benutzungsschnittstellen zur
Verfu¨gung.
Komponentenrahmen
Komponentenrahmen dienen zum Einstecken von Komponenten, wie in Abschnitt 4.4.3 vor-
gestellt. Es gibt dabei Rahmen, die nur die Komponenten selbst und ihre Kommunikation
enthalten, daher werden sie hier unter Bibliotheken aufgefu¨hrt.
Java Swing [WC99] ist ein Komponentenrahmen, mit dem 2D-Benutzungsschnittstellen ent-
worfen werden ko¨nnen. Im weiteren Sinne ist Java Swing auch ein Anwendungsrahmen, da




Die Elemente, die in den Werkeugka¨sten deﬁniert sind, mu¨ssen fu¨r die Pra¨sentation auf der
Benutzungsoberﬂa¨che angeordnet werden. Interface Builder erlauben die Anordnung auf intui-
tive Weise, indem sie die Widgets bereits graphisch repra¨sentieren (auf einer Palette) und die
graphischen Eigenschaften und die Anordnung durch graphische Manipulation speziﬁzieren
ko¨nnen.
Der UIBuilder von VisualWorks erlaubt das Anordnung vordeﬁnierter, klassicher zweidi-
mensionaler Widgets. Gipsy [AG00] ist ein Anordnungswerkzeug fu¨r vordeﬁnierte Widgets
verschiedener Anwendungsgebiete.
1Wie bereits erwa¨hnt, werden hier nur wenige, typische Beispiele gegeben. Es sind viele Werkzeugka¨sten
entwickelt worden. Eine Auﬂistung wu¨rde den Rahmen der Arbeit sprengen.
A.2 Benutzungsschnittstellen-Entwicklungssysteme VII
Visuelle Sprachen fu¨r Benutzungsschnittstellen
Insbesondere technische Systeme (siehe unten, Abschnitt A.3) bieten diagrammartige visuelle
Sprachen fu¨r die Entwicklung von Anwendungen an, da sich die Signalﬂu¨sse und Blo¨cke einer
Anwendung gut durch Datenﬂuß- und Blockdiagramme darstellen lassen. Oft werden auch
die Elemente der Benutzungsschnittstelle als Blo¨cke dargestellt.
Visual Designer [Int00], Simulink [Sci00] und LabView [Nat00](siehe Abschnitt A.3)
basieren auf Block- und Datenﬂußdiagrammen.
Visuelle Allzweck-Programmiersprachen wie Prograph [SC95] ko¨nnen auch fu¨r die Pro-
grammierung von Benutzungsschnittstellen verwendet werden.
Visuelle Komponentenrahmen
Einige Komponentenrahmen haben eine Visualisierung, mit der die Anordnung von Kom-
ponenten a¨hnlich den Interface Buildern mo¨glich ist. Die Komponenten werden oft durch
Piktogramme repra¨sentiert, insbesondere die nicht sichtbaren Komponenten, siehe 4.4.3(z. B.
die Bibliothek der Programmiersprache Java[CW98]).
JavaStudio ist ein rein visuelles Werkzeug. Die Entwicklung ﬁndet statt mit einem Layout-
Werkzeug, mit dem sichtbare Komponenten zusammengesetzt werden ko¨nnen und einem vi-
suellen Datenﬂußwerkzeug, mit dem die Funktionalita¨t aus der Anordnung und Verbindung
von visuellen und nichtvisuellen Komponenten. Dadurch kann die ganze Anwendung pro-
grammiert werden. Die BeanBox ist ein einfaches Werkzeug zum Zusammensetzen einer
Benutzungsschnittstell aus Komponenten [CWHT98].
Prototypensysteme
Dienen zur schnellen Erstellung der Pra¨sentation, ohne daß die Funktionalita¨t implementiert
sein muß. Im weiteren Sinne sind auch mit Papier und Bleistift erstellte Skizzen Prototypen.
Prototypensysteme sind alle Software-Systeme, die ein Bild oder eine Folge von Bildern liefern,
die das Aussehen der Benutzungsschnittstelle beschreiben. Daher geho¨ren Anordnungswerk-
zeuge, visuelle Komponentenrahmen, Skizzensysteme usw. zu den Prototypensystemen.
Im engeren Sinne zeigen Prototypensysteme auch das Oberﬂa¨chenverhalten der Benutzungs-
schnittstelle. VisualBasic [Mic00b] ist ein Vertreter solcher Systeme, bei denen ein Anwen-
dungswerkzeug mit der Generierung von Programmiertext-Schablonen einer einfachen Pro-
grammiersprache integriert ist.
Skizzensysteme
Im Gegensatz zu den Prototypensystemen, bei denen es nur auf den optischen Eindruck,
d. h. die Pra¨sentation ankommt, geht es bei den Skizzensystemen um die schnelle und ein-
fache Eingabe von Skizzen von Benutzungsschnittstellen. Dazu wird z. B. Gestenerkennung
verwandt.
SILK erlaubt das Skizzieren von Benutzungsoberﬂa¨chen: Das System erra¨t aus der Form
der gemalten Oberﬂa¨chenelemente wird abgeleitet, welche Widgets gemeint sind (z. B. klei-
ne Kreise werden als Kno¨pfe interpretiert). Weiterhin ko¨nnen Folgen von solchen Skizzen zu
einem Demonstrator zusammengesetzt werden. Knight [DHT00] ist ein Werkzeug fu¨r Objek-
torientierte Analyse, das UML-Elemente aus den Skizzen ableitet.
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Programmieren durch Beispiele oder durch Vormachen
Systeme, die Programmieren durch Beispiele oder durch Vormachen anbieten, leiten aus (un-
vollsta¨ndigen) Eingaben der Entwickler/in ab, welche Programmieraktion
”
gemeint” ist. D. h.
die Entwickler/in kann unvollsta¨ndige Eingaben machen. In der Regel sind solche Systeme mit
Hilfe von Constraints realisiert.
Klassische Vertreter dieser Systeme sind ThingLab [Bor78] und Peridot [MMK], bei denen
das jeweilige System die Anordnung und damit Teile des graphischen Verhalten von Benut-
zungsschnittstellen aus Beispielen ableitet, die die Entwickler/in dem System gibt. Es existiert
eine Reimplementierung unter dem Namen Marquise [MMK93], die in die oben vorgestellte
Werkzeugsammlung Garnet integriert ist.
Modellbasierte Werkzeuge
Der Begriﬀ modellbasiert wird unterschiedlich interpretiert, allgemein dru¨ckt er aus, daß zu-
erst ein Modell der Benutzungsschnittstelle deﬁniert wird und daraus eine lauﬀa¨hige Version
generiert wird. DasModell kann auf verschiedenen Stufen des Entwurfs angesiedelt sein: Werk-
zeuge, die auf einem Aufgabenmodell basieren [SB99], werden ebenso modellbasiert genannt
wie Werkzeuge, die aus einer deklarativen Beschreibung der Funktionsweise einer Benutzungs-
schnittstelle generiert werden.
Der Teallach Model Ansatz [GPGW99] basiert auf drei Modellen: dem Aufgabenmodell,
dem Bereichsmodell und dem Pra¨sentationsmodell. Modelle ko¨nnen durch eine baumarti-
ge Strukturen aller Objekte dargestellt werden. Das Werkzeug erleichtert die Verbindung
von Anwendungsmodell und Aufgabenmodell, indem die Aufgabenmodellzusta¨nde mit den
Operationen des Anwendungsmodells verknu¨pft werden ko¨nnen. Das Werkzeug autoCAID
[Zu¨h00] auch deshalb interessant, weil es im Bereich Maschinenbau als Anwendungsbereich
entwickelt wurde. Es umfaßt verschiedene Werkzeuge, die deklarative, graphische und objek-
torienterte Speziﬁkationen in einem Repository zu einem Modell zusammenfassen. Die Werk-
zeuge mu¨ssen in einer vorgegebenen Reihenfolge, den sog. Gestaltungsschritten verwendet
werden, um die Entwickler/in durch den Prozess zu fu¨hren. Auch Benutzungsschnittstellen-
Verwaltungssysteme (siehe Abschnitt A.5), sind oft modellbasiert, z.B. UIDE [Suk93, FF94]
oder MOBI-D [PS94]. Auch generierende Werkzeuge benutzen Modelle: Das Werkzeug GE-
NIUS [JWZ93], das leider nicht mehr weiterentwickelt wird, benutzte Entity-Relationship-
Modelle und Petrinetze als Modelle.
A.3 Werkzeuge aus den Anwendungsgebieten
Mathematische Bibliotheken und Systeme
Mathematische Bibliotheken und Systeme bieten oft auch Funktionen und Widgets zur Er-
stellung von Benutzungsschnittstellen an. Historisch ist dies durch die Verwendung mathema-
tischer Visualisierungen bedingt, z. B. durch Funktionsgraphen. Heute sind auch Standard-
Elemente wie Kno¨pfe und Eingabefelder als Widgets verfu¨gbar.
Trotzdem sind diese Werkzeuge oft auf bestimmte Anwendungsbereiche spezialisiert oder ganz
im Anwendungsfeld Mathematik geblieben.
A.4 CASE-Werkzeuge IX
Da sich Prozeßmodelle in technischen Anwendungen oft durch mathematische Funktionen
und Gleichungen ausdru¨cken lassen, liegt es fu¨r die Anwender/innen solcher mathematischer
Bibliotheken und Systeme ha¨uﬁg nahe, sie fu¨r die Entwicklung der Benutzungsschnittstellen
zu verwenden.
Mathematika ist aus einer Bibliothek fu¨r mathematische Konstrukte entstanden. Formeln
ko¨nnen graphisch interpretiert werden und bilden so, zusammen mit Interaktionsobjekten
eine Benutzungsschnittstelle [Wol00]. MATLAB [Sci00] hat ebenfalls eine mathematische
Bibliothek als Grundlage. Zusammen mit einer C-a¨hnlichen Programmiersprache entsteht
eine Programmierumgebung mit Visualisierungsmo¨glichkeiten.
Technische Bibliotheken und Systeme
Es gibt allgemeine Werkzeugka¨sten, z. B. fu¨r Fenster, Rollbalken etc. und anwendungsspe-
ziﬁsche Werkzeugka¨sten, z. B. fu¨r Simulation (Erweiterungen von MATLAB [Sci00]) oder
Prozeßleitsysteme ([in-00a]).
Simulink [Sci00] baut auf MATLAB auf, es benutzt dessen mathematische Bibliothek, er-
laubt aber auch die Erstellung von Blockschaltbildern, mit Hilfe eines weiteren Werkzeugs
auch zusa¨tzlich die Programmierung mit Hilfe von Zustands-U¨bergangsdiagrammen. Lab-
View [Nat00] entha¨lt vordeﬁnierte Widgets und Visualisierungen fu¨r die Meßtechnik.
Autorensysteme
Autorensysteme sind eigentlich fu¨r die Erstellung von Dokumenten gedacht, werden jedoch
oft fu¨r die Entwicklung von Prototypen verwendet, insbesondere im HCI-Bereich.
Toolbook [cli00] ist ein Werkzeug, mit dem Lernumgebungen leicht realisiert werden ko¨nnen,
indem interaktive Benutzungsschnittstellen-Elemente in Dokumente plaziert werden ko¨nnen.
A.4 CASE-Werkzeuge
Mit Werkzeugen fu¨r das computerunterstu¨tzte Entwerfen von Software (Computer Aided Soft-
ware Engineering, CASE) ko¨nnen Benutzungsschnittstellen auf zwei Arten speziﬁziert werden:
Modellierungswerkzeuge
erlauben das Entwerfen von Klassen und ihren Beziehungen und damit auch den Aufbau
einer Benutzungsschnittstelle als Klassenhierarchie. Diese Form wird allerdings selten ge-
nutzt, normalerweise wird die Benutzungsschnittstelle in einer spa¨teren Phase mit einem
Benutzungsschnittstellen-Werkzeug erstellt und dann an das von dem Modellierungswerkzeug
erzeugte Programm angebunden. Das in dieser Arbeit erstellte Werkzeug COMBO erlaubt
allerdings beide Vorga¨nge in einer Phase.
RationalRose [Rat00] unterstu¨tzt die UML und ist ein ha¨uﬁg verwendetes Werkzeug. Neben
Werkzeugen, die sich auf Methode festlegen, gibt es auch Meta-Werkzeuge, die erlauben, eine
Methodik und die dazugeho¨rigen Notationen selbst zu deﬁnieren.
X Kapitel A. Werkzeuge zur Entwicklung von Benutzungsschnittstellen
Generierende CASE-Werkzeuge
Diese Werkzeuge entwerfen die Objektstruktur der Anwendung, wie die Modellierungswerk-
zeuge, und generieren nach fest vorgegebenen Regeln aus einzelnen Datenstrukturen eine
Benutzungsschnittstelle, z. B. fu¨r jede Klasse der Datenstruktur ein Fenster, in dem die At-
tribute von Auspra¨gungen dieser Klasse gesetzt werden ko¨nnen.
Janus [Bal93] ist ein Werkzeug, das Benutzungsschnittstellen aus einem OOA-Modell gene-
riert. Die OOA-Modelle werden mit einem Modellierungswerkzeug entworfen. Der Schwer-
punkt der Modellierung ist die Modellierung der Anwendungsdaten, das Werkzeug generiert
Fenster aus jeder Klasse, die im Ergebnis formularartig sind.
A.5 Integrierende Werkzeuge
Programmierumgebungen
Programmierumgebungen basieren zuna¨chst auf Editoren fu¨r eine bestimmte Programmier-
sprache. Oft werden aber auch Navigationshilfen (z. B. Klassensto¨berer) oder Zusatzprogram-
me fu¨r visuelle Programmierung angeboten. Zu dieser Klasse von Werkzeugen geho¨ren z.B.
VisualWorks [Par95] fu¨r Smalltalk, VisualAge [IBM00] fu¨r Smalltalk und Java, die in
Abschnitt 4.5 vorgestellt wurden.
Benutzungsschnittstellen-Entwicklungswerkzeuge (user interface development
systems)
Unter dem Begriﬀ Benutzungsschnittstellen-Entwicklungswerkzeuge (user interface develop-
ment systems, UIDS) werden alle Werkzeuge zusammengefaßt, die den Entwurf von Benut-
zungsschnittstellen durch spezielle Sprachen, graphische oder sonstige Methoden unterstu¨tzen.
Dazu geho¨ren Interface-Builder, Werkzeuge zur Erstellung von Prototypen, Entwurfsumge-
bungen fu¨r das Programmieren in einer bestimmten Programmiersprache und Werkzeuge, die
auf formalen oder ereignisbasierten Sprachen aufbauen.
Benutzungsschnittstellen-Verwaltungssysteme (user interface management sy-
stems)
Benutzungsschnittstellen-Verwaltungssysteme (user interface management systems, UIMS)
sind UIDS’s, die zusa¨tzlich eine Laufzeitverwaltung beinhalten (entsprechen dem Begriﬀ Da-
tenbankmanagementsystem).
HUMANOID generiert Benutzungsschnittstellen aus einer deklarativen Beschreibung
[SLN93]. Es baut auf dem oben beschriebenen Garnet-Toolkit auf. Eines der ersten
Benutzungsschnittstellen-Verwaltungssysteme war UIDE (User Interface Development En-
vironment). UIDE folgt dem modellbasierten Ansatz, ist aber auch ein UIMS. Benutzungs-
schnittstellen werden in UIDE textuell in der Sprache IDL (Interactive Description Language)
speziﬁziert [Suk93][dBFM92]. TeleUse [in-00b] fu¨r Benutzungsschnittstellen unter Motif und
Windows wird kommerziell vertrieben. Es integriert auch Anordnungsblawerkzeuge und ander





Auf den folgenden Seiten wird der Fragebogen abgedruckt, der Grundlage fu¨r die Umfrage in
Abschnitt 4.5.2 war.
Leser/innen, die Interesse daran haben, ihre Erfahrungen mit Entwicklungsumgebungen wei-
terzugeben, sind herzlich eingeladen, den Fragebogen auszufu¨llen.
Am einfachsten geht dies im WWW, unter der Adresse
http://www.pu.informatik.tu-darmstadt.de/siemon/fragebogen.html.
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