Abstract. Previous work on generating state machines for the purpose of class testing has not been formally based. There has also been work on deriving state machines from formal speci cations for testing non-objectoriented software. We build on this work by presenting a method for deriving a state machine for testing purposes from a formal speci cation of the class under test. We also show how the resulting state machine can be used as the basis for a test suite developed and executed using an existing framework for class testing. To derive the state machine, we identify the states and possible interactions of the operations of the class under test. The Test Template Framework is used to formally derive the states from the Object-Z speci cation of the class under test. The transitions of the nite state machine are calculated from the derived states and the class's operations. The formally derived nite state machine is transformed to a ClassBench testgraph, which is used as input to the ClassBench framework to test a C++ implementation of the class. The method is illustrated using a simple bounded queue example.
Introduction
The purpose of speci cation-based testing is to derive testing information from a speci cation of the software under test, rather than from the implementation. Although it is possible in theory to formally re ne such a speci cation into an implementation, this rarely happens in practice. However, when the implementation is developed informally from a formal speci cation, the speci cation can assist with testing, by allowing us to derive test inputs and the expected outputs for the implementation.
Although a considerable amount of work has been done in the area of class testing 2], most of this work is not formally based. In this paper, we present a method for speci cation-based class testing, in which we use an Object-Z speci cation 7, 8] of the class under test to generate a state machine that allows us to test the class implementation.Explicitly, we focus on the use of the formally derived nite state machine for practical work, that is, actually using the nite state machine to generate and execute test cases, and evaluate test results. In previous work it is not clear that nite state machines derived from speci cations have actually been used to test implementations.
In 22], we introduce object-orientation to the Test Template Framework 25,26] | a framework originally designed for non-object-oriented speci cationbased testing. We achieve this by deriving testing information (test inputs and expected outputs) from Object-Z speci cations and by inheriting testing information from parent classes. However, that work involves testing at the operation level. Our goal here is to focus on testing the class as a whole. We achieve this by deriving a class's nite state machine from its speci cation, which allows us to formulate sequences of the class's operations to conduct testing. The Test Template Framework does not execute tests; it is used to generate testing information. By using it to formally derive nite state machines for classes, we are providing a basis for test execution in a framework such as ClassBench 12, 13] .
ClassBench is a testing framework that models the class under test as a nite state machine. This model is referred to as a testgraph and represents a subset of the states of the class and the transitions between them. Currently a testgraph is developed informally in the ClassBench framework. ClassBench executes tests by traversing the testgraph and comparing the state of the class under test to the expected state supplied by an oracle class, to evaluate test results. We present the initial results of work on transforming the class's formally derived nite state machine to a ClassBench testgraph, which we use to test the class implementation. The Test Template Framework 22] and ClassBench 17] both provide support for genericity and inheritance, and therefore do support objectoriented testing. However, the derivation of nite state machines for classes, which is the focus of this paper, deals with class testing.
In Sect. 2 we specify class Bounded Queue G], which is used throughout to illustrate our method. The Test Template Framework is introduced in Sect. 3. Section 4 details the process of deriving the states and transitions of a class's nite state machine from its Object-Z speci cation. This section concludes with the derived nite state machine of our example class. Section 5 addresses the reachability of states in nite state machines derived from speci cations. The process of transforming a nite state machine to a testgraph for use in the ClassBench framework is presented in Sect. 6. Related work is compared to our work in Sect. 7. In Sect. 8 we conclude with a discussion of our achievements and plans for future work.
Throughout this paper, when referring to speci cation items we use italics | Extend, and implementation items are presented in typewriter font | Extend. 15, 25, 26] . The TTF is a formal, abstract model of non-objectoriented testing, used to derive a hierarchy of test information from a modelbased formal speci cation. The hierarchy includes test inputs and expected outputs (oracles), but is not used directly for test execution. Most of the work with the TTF has used the Z speci cation notation. We have extended the TTF to accommodate object-oriented features such as those available in Object- Z 22] .
We use the Extend operation from Fig. 1 The formal speci cation can also be used as an oracle to determine the success or failure of each test. We derive oracle templates to precisely describe suitable output for a given input. An oracle template is calculated by (operation^T) OS operation where T is replaced by a test or instance template and OS operation is the output space of operation. For example, the output space of Extend and the oracle for 
Derivation of Finite State Machines
This section details the derivation of a nite state machine from an Object-Z speci cation. We address the derivation in two parts: derivation of the states of the class's nite state machine and then the transitions. The process is illustrated using Bounded Queue G] and the section concludes with the complete nite state machine of Bounded Queue G]. 4 We derive the states from the leaf test templates of each operation's test template hierarchy by using schema hiding to restrict the signatures of the templates to be only the state variables. Hiding involves removing the input variables from the template's declaration and existentially quantifying them in the template's predicate.
To derive states from oracles, we rename the primed state variables to their unprimed equivalents. Any output variables in the oracle templates are hidden and the templates simpli ed, so only state variables appear in the templates' declarations.
Once the set of state templates is derived, we consider whether the templates are disjoint. If they are not, it is necessary to resolve any overlap of states so that we have a maximal partition 1 of the class's state space. To achieve this, we apply Dick and Faivre's 5] transformation of a disjunction into disjoint components. This method uses equivalences of the form:
If the INIT schema is partitioned in the process of formulating disjoint templates, the subscript INIT is added to the names of the resulting templates. This allows us to track those templates that are initial states of the class's nite state machine. This process for deriving the states of a nite state machine from an Object-Z speci cation is illustrated using our example class Bounded Queue G]. For each ClassBench test suite, the tester must provide three components: a testgraph, an Oracle class, and a Driver class. The testgraph is a nite state machine that models a subset of the possible states and transitions of the Class Under Test (or CUT). The testgraph nodes correspond to states of the CUT and the arcs to the transitions; there is one distinguished node, the start node, that represents the initial state of the CUT.
The Oracle class is derived from the Object-Z speci cation of the CUT 18] . The oracle inherits the CUT's implementation and augments its operations to check the CUT's state is always consistent with the speci cation. The oracle also checks the values of any outputs, reporting an error if they do not comply with the speci cation.
The Driver class is called by the framework as the testgraph is traversed. The Driver must provide two functions. The Driver::arc() function performs the state transitions associated with each testgraph arc. The Driver::node() function checks that the CUT behaviour is correct for the state corresponding to the current testgraph node. At run-time, the framework automatically traverses the testgraph, calling Driver::arc() each time an arc is traversed, and calling Driver::node() each time a node is reached. The ClassBench traversal algorithm guarantees arc and node coverage of the testgraph.
Before we can test the class with ClassBench, we must implement the class and transform the formally derived nite state machine into a ClassBench testgraph. Since ClassBench tests C++ implementations, we have chosen C++ as the implementation language. In the implementation, we must also decide on values for the class constants and generic parameters. Even though the class can be implemented as a generic class in C++ using templates, we cannot test it unless we instantiate the generic parameters. For this example, we have given Max a value of 5, and chosen the type int (integer) to replace the generic parameter G.
We must also transform the state machine to a ClassBench testgraph. In the formally derived nite state machine, a state typically represents a set of states that is considered to be an equivalence class. In a ClassBench testgraph, a node represents one state. Therefore, we must transform the nite state machine states to testgraph nodes. To achieve this, we choose one state for each set of states in the nite state machine.
Bounded Queue G]'s nite state machine has a single initial state, which becomes the start node of the testgraph 3 . The result of transforming the states of Bounded Queue G]'s nite state machine (shown in Fig. 3 ), to testgraph nodes is shown in Fig. 4 . The initial node is distinguished by an incoming arc that has no source node. Above each node in the testgraph we identify the queue that it represents, and below each node we identify the nite state machine state from which it is derived. In a testgraph, all nodes should be reachable. An arc, or transition, in a nite state machine represents the execution of one operation call. An arc in a testgraph represents a sequence of calls. For example, Extend2 in Fig. 5 is implemented by calling the Extend operation of Bounded Queue G] twice; the rst call adds 2, and the second adds 3. We must also cover the nite state machine's transitions that change the state of the class. Transitions that do not change the state, such as the Has and Item transitions in Fig. 3 , are tested by including them in Driver::node().
At present, ClassBench does not allow an arc to have the same source and destination nodes. ClassBench also does not permit two arcs to have the same source and destination nodes, as Remove and Wipe out do between states ST 11 and ST Init in Fig. 3 . To overcome these problems, we duplicate nodes in our testgraph as we have done to node Empty in Fig. 5 . The complete testgraph for Bounded Queue G] that achieves coverage of the transitions of its nite state machine in Fig. 3 is shown in Fig. 5 
Related Work
In this section, we discuss related work on the formal derivation of nite state machines from speci cations for testing purposes, the generation of nite state machines from Object-Z speci cations, and the use of nite state machines for testing classes.
Our work builds on that of Dick et al. 1, 5] who provide a method for generating test cases and for constructing a nite state machine from a model-based speci cation. Using partition analysis, they reduce the speci cation to disjunctive normal form. The transitions of the nite state machine are a set of expressions, termed sub-operations, that are derived from the partition analysis. The states of the nite state machine are the disjoined before and after states of the sub-operations. The sub-operations correspond to our consideration of pairs of states in Op in Sect. 4.2. We extend their work by using an object-oriented notation, Object-Z, and by using the resulting nite state machine as input for a test execution framework.
Hierons 11] describes the generation of a nite state machine from a Z speci cation. The input domain is partitioned using the category-partition method of Ostrand and Balcer 24] . The Test Template Framework, in contrast, permits use of a variety of testing strategies, including category-partition. Hierons calculates states for the nite state machine by rewriting the speci cation as disjoined input and output predicates (e ectively preconditions and postconditions). The transitions are determined by pairwise consideration of states as operation preand postconditions. The e ect is similar to the machine constructed by Dick et al. Hierons also notes previous work on test control and test sequencing fromnite state machines but does not pursue these aspects. We are using ClassBench for test control and sequencing. Dong, Zucconi and Duke 6] informallygenerate a nite state machine from an Object-Z speci cation. Their motivation is to highlight the system behaviour in a nontrivial speci cation, that is, supporting comprehension rather than testing. States are formed from a permutation of the cross product of the possible values of the critical state variables of the class. Transitions are Object-Z operations with instantiated preconditions.
Bosman and Schmidt 3] use nite state machines to test classes. Their method uses state machines that result from Statecharts 10] used in objectoriented analysis and design techniques. A design fsm for a class is generated from the state diagrams and de nes the expected outcomes of test cases. A representation fsm is an abstraction of the class's implementation and is used to drive the testing of the class. It also provides a mapping between the design and implementation of the class. Their approach is similar to ours but starts from a behavioural rather than a model-based speci cation. Object-Z is richer for constraining underlying state, whereas Statecharts are stronger for constraining behaviour. Their tool support appears less developed than ClassBench.
Hong et al. 14] apply conventional data ow testing techniques to class testing. A nite state machine is used to specify class behaviour and is transformed into a owgraph of data member de nitions and uses. The nite state machine is developed as a component of the overall system model in contrast to our approach of deriving the state machine from a formal speci cation. Application of data ow testing techniques to speci cation-based testing is a novel aspect of this work. Our approach permits use of a range of test derivation strategies rather than being restricted to a single class of techniques, and uses a model-based notation rather than a behavioural notation.
McGregor and Dyer 19,20] describe a technique for constructing the nite state machine of a subclass from the nite state machine of its parent class. They use Objectcharts 4], an object-oriented variant of Statecharts, and restrict the inheritance relationship of classes to subtyping. The focus of this work is test case generation from behavioural notations, with a particular emphasis on reuse through inheritance. Transition coverage is considered as a criterion for test adequacy but use of the state machine for test execution is not discussed.
Turner and Robson's 28] state-based testing technique uses nite state machines for test case generation. Finite state machines are constructed to model the internal representation of a class, in contrast to Bosman and Schmidt, and McGregor and Dyer, who use a state machine constructed for object-oriented analysis and design. This work highlights the importance of considering state in object-oriented testing. In our approach, the Test Template Framework provides access to both the state of the class and the local parameters of an operation. Testing strategies can be applied to either. Gao et al. 9] also construct a state model speci cally for testing. The model is similar to Objectcharts and it is unclear how it is derived from a class design speci cation.
Conclusions
We have described a method for the formal derivation of a nite state machine for a class from its Object-Z speci cation. Test inputs and outputs derived from the class's operations using the Test Template Framework comprise the states of the nite state machine. Transitions are calculated to determine operation execution and termination. The nite state machine provides us with a mechanism for testing the class as it details the possible interactions of the class's operations. By using the nite state machine in a testing framework such as ClassBench, the tests are executed as ClassBench traverses the nite state machine. The derived nite state machine must undergo a transformation to be suitable for use with ClassBench. Initial details of this transformation process are provided and a formalisation of this transformation is work in progress 16, 23] .
Others have formally derived nite state machines from model-based specications, but not from object-oriented speci cations. Finite state machines generated from object-oriented analysis and design diagrams are used to aid in the testing of classes, but the generation of the nite state machine is not formal. By formally deriving the nite state machine from the class speci cation, we have a representation of the expected behaviour of the class. Executing this expected behaviour by way of a transformed nite state machine in ClassBench enables us to test an implementation e ectively. The example used to illustrate the formal derivation of a nite state machine is deterministic. However, Object-Z allows the speci cation of non-deterministic operations, the Test Template Framework and nite state machines handle non-determinism, as does ClassBench 23] .
Work currently under investigation is the development of a tool to support and partially automate the Test Template Framework. Plans for future work include an open tool set that allows us to link the Test Template Framework and ClassBench, so that we have integrated tool support for testing object-oriented software based on formal speci cations.
