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Abstract
Autonomous robots are becoming a part of everyday life. One difficulty in the creation of
autonomous robots is having the robots avoid objects. In particular once one has chosen
an algorithm difficulty arises in perfecting the parameters involved. Presented here is an
implementation of an algorithm and an education support tool add-on to MOOS that
allows the end user to quickly vary the parameters to test the performance of the system.
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1 Introduction
The field of autonomous robotics is an important, growing field in engineering
today. From the Roomba, a robotic vacuum in over a million homes, to the industrial
robots that make cars, to the two rovers that are currently exploring the surface of mars,
robots are becoming a part of everyday life. Robots have been around in many ways for
decades, but have often been relegated to industrial tasks or novelties.
On June 30, 2002, the Defense Advanced Research Projects Agency (DARPA)
announced that it would award a $1 million prize in a competition for the creation of a
vehicle that could travel over 100 miles autonomously. The competition started in
response to a congressional mandate that one third of all ground vehicles be autonomous
by 2015. DARPA officials were later quoted as saying that they had hoped to get 10-15
entrants and thought it would be a quiet affair in the desert. Within a year, DARPA had
received 86 applications, from which they selected 35 to compete for positions in the
qualifying event. Of the remaining contestants, fifteen were selected to compete in the
California desert. When the dust settled the farthest team had only gone a few miles.
Each robot failed for a different reason; some flipped, others seemed scared of the
smallest rock, and still others crashed in to the barriers.
The following year the results were quite different. In the 2005 event over 195
teams applied to participate. Forty were selected to compete in the qualification events
and from that, twenty three were selected to compete in the Mojave Desert for a $2
million prize. Several teams had spent over a million dollars on their robots and had
enough corporate sponsors to match a NASCAR race.
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In 2005, five separate vehicles finished the race. Six hours and 53 minutes after
the race started, Stanley of Stanford had completed the 132 mile course, averaging 19.1
miles per hour. The course involved dirt roads, pavement, rocks, tunnels, salt flats, and
steep inclines. The fact that there were five finishers was trumpeted as a great success for
robotics and DARPA is moving to integrate this technology into the military. A year
later, DARPA announced that there would be a third grand challenge involving the
autonomous navigation of an urban environment while following traffic laws.
Related Work
The field of object avoidance in robotics is a field that has been studied for many
years with academics coming up with many different solutions. Such solutions include
the vector force field[ 1], the vector field histogram[ 1], the curvature velocity method[2],
and steer angle field[3].
The vector force field approach involves the summation of all robot sensor
information into one map. Each node in the map contains a probability of an obstacle.
The force of the vectors is calculated by a combination of the distance from the point to
the center of the robot and the weight of the vector. This produces fields on which the
robot will take the path of least resistance. The vector field histogram is a follow on to
this methodology. The vector field histogram method overcomes some of the short
comings of the VFF method by doing a two stage data reduction, giving three levels of
data representation as opposed to the two found in VFF. This method add a level of a
polar histogram where is generates n sectors of width W. The created path is the mid
point of this sector. Under these conditions a robot can get quite close to an object but
6
still not hit it, thus allowing a robot to gather data on the obstacles in its' path without
endangering the robot.
The curvature velocity method uses the concept of the velocity space to determine
object avoidance. This method allows a robot to maximize speed and desired course,
while still maintaining the safety of the robot. A Cartesian map is created which is then
translated into velocity space. A variety of paths are generated uses the end points of the
obstacles, plus an offset, and a radius of curvature. The robot will then evaluate the
options based upon the length of the path, curvature, and direction. In addition a control
algorithm is put in place where the robot speed is proportional to the distance to an
object, ensuring that it does not collide with objects at high speeds.
The steer angle method is a method that allows for a robot to operate at high
speed by disregarding all paths that due to the kinematics of the vehicle would not be
possible. Using the sensors it has available it creates an occupancy map of obstacles. It
then creates a path to the robot goal. If, while on this path, it encounters objects it will
find a space of steering angles and distance and check for obstacles on paths the robot
could drive. This method allows for a robot to maintain its speed and direction of travel
while still avoiding objects..
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2 MOOS
Many instructors do some of the work for the students to help bring the daunting
task of building a robot down to a manageable size. Students may be asked to implement
a certain algorithm within a specific architecture. In some classes students create a
different module each week to build a simple robot. This allows the student to gain the
vast array of skills needed to create a working robot.
An architecture that can be used to enable students to do more is the Mission
Orientated Operating Suite (MOOS)[4]. MOOS was developed at MIT by Dr. Paul
Newman in 2001. The complete MOOS suite enables for deployment of robotics in the
field for research purposes. In our case, however, it can be used to implement many of
the lower level functions needed for an autonomous robot to work. This frees up the
student to implement larger conceptual tasks or to focus on one or two lower level
processes. Architectures like MOOS allow the student to take on a manageable amount of
work for a class.
The core of MOOS is a subscription based data base system. This allows one to
run many processes and have only one message interface. In addition this enables us to
have a modular approach, which is not only a good programming practice, but makes the
concepts easier for students new to the field.
On a high level MOOS comes with a number of features that are attractive in a
teaching environment. The hoof file contains a set of mission parameters in a standard
format. In this case a user could implement direct algorithms without getting bogged
down in communication protocols or syntax errors. The standard mission file enables a
user to change out sensors and settings for the various sensors without needed to rewrite
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every function. Once the rest of the protocols are finished to change sensors and change
algorithms a user simply needs to change the .hoof and .moos files. A user could
theoretically rapidly test various setups.
The well defined structures in the different modules are a part of MOOS that
make it very attractive for a learning environment. The modular approach also enables
different group members to work on different independent portions with out having to
worry about others' code.
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Figure 1. A Typical MOOS Communication Setup
Source : Paul M. Newman. MOOS -- A Mission Oriented Operating Suite
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3 Obstacle Avoidance
An object avoidance algorithm was written to allow a robot to explore an
environment while avoiding objects in its path. It is assumed that the only sensor that the
robot has is a LIDAR; although, this algorithm could be implemented with a variety of
distance sensors (e.g. SONAR, stereo vision). In general this algorithm is a set of basic
rules that are implemented depending on the current state of the robot. These rules are
executed each time new distance information becomes available to the robot.
First, the robot checks the current vehicle speed. This is the most important rule
because it is important that the vehicle does not continue on its current path if objects are
detected. That is to say, if it is determined that the robot is moving forward; it then
proceeds to check to see if there are objects to avoid, and if so, the robot will stop
forward motion and turn.
if (thrust != 0) {
if ( not clear) {
set thrust to 0 and turn
In the default case there is nothing in the path of the robot and it will continue on its
current path.
If the robot determines that it is not currently moving forward one of two cases is
then true. Either the robot is not moving forward and it is clear ahead; or it is not clear
ahead, and the robot cannot move forward.
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The first case we will examine is the case of the robot not moving and it being
clear ahead. This case could be encountered if the robot had just started or if the robot
had encountered an object and was turning. The robot checks to ensure that the speed is
zero and that the path ahead is clear, it then checks to see if the robot is turning. If it is
turning the robot will stop turning. In both cases the robot is then instructed to move
forward.
if (thrust = 0 and ahead is clear){
if(turning){
set turn to 0
Set thrust to desired speed
The other non-moving case is when the robot is not moving forward and the area
ahead is still not clear. In this case the robot will check to see if the robot is turning and if
it is not it will instruct the robot to turn.
if (thrust = 0 and ahead is not clear){
if(not turning){
set turn to desired turn rate
When these rules are followed the robot performs a random walk, avoiding
objects along the way. The real tuning for this algorithm comes from the modification of
four key variables. The first two variables are shown above; they are the turn rate and
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desired speed. These two variables control the speed at which the robot explores its
environment. If these are set to high values there is a danger that the robot will not detect
the obstacle in time.
The other two variables are in the object detection module. Before we discuss the
variables themselves we will discuss the module as a whole. This module takes in the
LIDAR data as a vector. It then parses the vector into three sections. The first and third
sections cover the left and right portions of the field of view, respectively. The variable
field of view controls how narrow the robot is concerned with. The last section is the data
from directly ahead of the robot. The data is a vector of the distances of an object from
the robot. This variable is called minimum distance, the distance that an object can be
from the robot and still be considered "not in the way." For the field of view variable it
controls the focus of the robot as follows:
The left section is defined as the range from (0, Field Of View)
The middle section is defined as (Field of View + delta, Max - Field of View)
The right section is defined as (Max - Field of View + delta, Max)
Where Max is the maximum view, and delta is a small offset to prevent overlap.
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4.0 E-Help
To help a student to better understand the implications of changing the four values
discussed above (Field of View, Minimum Distance, Maximum Thrust, and Maximum
Turning) a MATLAB GUI was developed. This MATLAB GUI allows the student to
change the values of all four parameters during a robot session. When the four values are
adjusted as desired the user presses a button which writes the changes into the .moos
mission file.
In this configuration a custom key was bound in the original .moos file that can be
executed from the iRemote window. When the user executes this command the settings
are changed. Specifically the command calls the following
if(msg.m_sKey =- "RELOAD") {
m_MissionReader.GetConfigurationParam("FieldofView", <double>);
m_MissionReader.GetConfigurationParam("'MaximumFwdVelocity", <double>);
m_MissionReader.GetConfigurationParam('MaximumTurnVelocity", <double>);
m_MissionReader.GetConfigurationParam("MinimumDistance", <double>);
These commands update all of the values, allowing the user to see the results of their
changes.
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Figure 2. The MOOS support tool
Above is an image of the interface. As can be seen in Figure 2, it contains four slider
bars. The values are constrained so the user can only enter valid values. The minimum
distance is constrained from 5 cm to 10 m, as values outside this range are either
dangerous or do not pose much of an obstacle to the robot at that range. The given
settings above produce the following when evaluated.
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ServerHost = 192.168.1.219
ServerPort = 9000
ProcessConfig = jernav
{
AppTick = 4
CommsTick = 4
MinimumDistance = 10
FieldOfView = 45
MaximumFwdVelocity = 8
MaximumTurnVelocity = 4
ProcessConfig = iRemote
CustomKey = 1: RELOAD @ RELOAD;
I
When the user presses the reload key on iRemote these configuration settings will be
implemented.
Tests
Three tests were conducted. The robot position was recorded along with the
object that was to be avoided. The robot was placed approx 1 meter away from the object.
The robot was started going straight towards the object. In each case the four parameters
are included below the graph so the reader can see the difference in behavior for the
different settings. In some cases it was slow and had a very small minimum distance,
getting very close to the object. In other instances the robot turned away quite early and
even found other objects to turn away from that were not part of the test due to the far
minimum distance. The black line in the pictures represents the obstacle edge. In these
tests the field of view was kept constant because of concerns about the safety of the robot
if the field of view was too narrow. If it was wider it detected itself and attempted to
avoid itself the entire time. The minimum distance is in meters.
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Test 1.
.High Speed - High.Minimum-Distance.
Figure 3. High Speed - High Minimum Distance
MinimumDistance = .5
FieldOfView = 45
MaximumFwdVelocity = 20
MaximumTurnVelocity = 20
In this case the robot detected the obstacle early and changed direction. The robot started
at (0,0) and drove forward (up) and then turned right. It then avoided objects that were in
the room, but not part of the test. This is shown by the two other turns.
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Medium Speed- Medium Minimum Distance
Figure 4. Medium Speed - Medium Minimum Distance
MinimumDistance = .3
FieldOfView = 45
MaximumFwdVelocity = 10
MaximumTurnVelocity = 10
In this test the robot started again at (0,0) and drove forward, indicated by the line going
up in the figure. It approached the object and turned to the right. However due to the
smaller minimum distance it was closer to the object when it turned.
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Test 2.
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Low Speed- Low.:Minimuim Distance
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Figure 5. Low Speed - Low Minimum Distance
MinimumDistance = .2
FieldOfView = 45
MaximumFwdVelocity = 5
MaximumTurnVelocity = 5
In this test the robot started at (.3,0) and drove towards the obstacle. Due to the very low
minimum distance the robot got much closer to the obstacle then in the other two tests. It
then turned right.
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5.0 Conclusion
The decision support tool created will allow end users to more quickly evaluate the
correct tuning of the parameters for the given algorithm. This tool could be expanded to
any algorithm as the only inputs and outputs are the key variables needed in that
algorithm.
Further Study
In addition to simply tuning the gains this architecture could lead to a decision support
tool that would allow the user to change and input different behavior modules. A user
could experiment with risk seeking vs. risk adverse robots by tuning the gains and which
modules are enabled. In addition one could evaluate the usefulness of stand alone sensors
without needed to reconfigure the entire robot.
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