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ABSTRACT 
This paper aims to explain the game development experience creating 
‘Two Kingdoms’ an Action RPG with an 8-way movement, top-down 
camera, focused on exploration, and a multi-stage adventure while ex-
plaining the functionalities of the used engine. The different abilities 
and knowledge necessary to develop a game and how they were 
learned will also be included, like coding, math, physics, music, art, and 
storyline creation. The article addresses game creation experience, 
such as the choosing process of the engine, the tools used for art and 
music creation, and the explanation of some functions provided by Go-
dot Engine for the development of the game presented priorly. 
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1 INTRODUÇÃO 
Um dos meios mais comuns de entretenimento na sociedade contem-
porânea são jogos eletrônicos, na verdade, essa indústria é a que mais 
fatura dentro da área de entretenimento, ultrapassando a indústria do 
cinema e da música [1]. O Brasil é o décimo terceiro maior mercado de 
videogames do mundo, e o maior da América Latina, movimentando 
aproximadamente 5,6 bilhões de reais ao ano [2].  O público alcançado 
pelos jogos eletrônicos é muito abrangente, incluindo diferentes gêne-
ros, etnias e idades [3]. 
Com isso em mente criou-se Two Kingdoms, um jogo com câmera 
no estilo top-down para um jogador dividido em fases com enredo sim-
ples e linear, onde o objetivo é concluir os diferentes níveis para alcan-
çar o fim do jogo e a conclusão da história. 
A partir disso, este artigo pretende detalhar a experiência do desen-
volvimento do jogo, o motivo pelo qual a engine Godot foi escolhida, 
como se deu a aquisição de informações para fazê-lo, a programação do 
jogo, os processos para criação de músicas e artes e a explicação das 





 Outro trabalho que aborda a experiência e o processo de criação de 
um jogo é o artigo feito por Otto et al [4], que se aprofunda nas mecâni-
cas e características de um jogo criado na biblioteca Arcade do Python 
chamado Bombanimal, servindo como inspiração no processo de de-
senvolvimento deste trabalho, que além dos temas semelhantes tam-
bém traz uma comparação de engines e a inserção de música. 
2 MATERIAIS E MÉTODOS 
Para a produção do jogo utilizou-se a Engine de jogos Godot por ser 
gratuita e dispor de uma linguagem semelhante a Python [5] já conhe-
cida pelos integrantes do grupo. A criação dos sprites foram feitas utili-
zando o aplicativo pago Aseprite1 pela sua interface amigável e funções 
que facilitam seu uso, no quesito das músicas, foram desenvolvidas em 
websites de criação musical chamados BeepBox2 e JummBox 3 e por fim, 
no quesito de ferramentas, utilizamos o GitHub4 como repositório e 
forma de compartilhamento para os arquivos e mídia do jogo.   
Quanto ao aprendizado, usou-se como fonte de informação além da 
própria documentação do GDScript[6] (Linguagem de programação do 
Godot) guias e vídeos disponíveis na internet, dos quais inicialmente 
originaram diversos protótipos de teste com objetivo de ganhar expe-
riência com o Godot e ter expectativas mais realistas quanto ao produto 
final. Por fim foi criado um protótipo evolucionário com os conheci-
mentos adquiridos, com pequenas funções sendo incrementadas gra-
dativamente e o uso de um GDD (disponível no repositório do GitHub) 
para nortear o desenvolvimento do projeto.  
3 DESENVOLVIMENTO 
3.1 Escolha da Engine 
Como conhecimento prévio, havia o básico de programação em Python, 
entendimento de elementos como variáveis, operações, condicionais, 
funções, etc. Por isso, preferiu-se optar por alguma engine que usasse 
essa linguagem ou outra semelhante. Por isso inicialmente foram cogi-
tadas as bibliotecas Pygame e Arcade para Python, contudo, estas apre-
sentavam poucas funcionalidades para se alcançar o que era planejado, 
já que se baseava somente em linhas de código e não contava com uma 
interface e funções mais avançadas como outras ferramentas de criação 
de jogos como Unity ou GameMaker Studio 2, então decidiu-se pesqui-
sar por outras ferramentas.  
3 https://jummbus.bitbucket.io 
4 https://github.com/NikoronBR/Two-Kingdowns 
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A GameMaker Studio 2 possui uma interface amigável e funções 
como criação de sprites interna, contudo, o seu custo era de 169,99 re-
ais, um preço maior do que o grupo estava disposto a pagar. Outra en-
gine avaliada foi a Unreal Engine 4, mas esta demanda mais poder de 
processamento que outras como Unity e Godot e os efeitos gráficos e 
funções presentes nela tem foco em jogos tridimensionais, além disso, 
apresenta uma interface mais complexa de se dominar do que outras 
como a Unity, possuindo uma curva de aprendizado maior, e como o 
grupo possuía 10 meses para finalizar o projeto, uma engine mais fácil 
de se aprender seria o desejável.  Chegou-se a duas outras opções para 
desenvolver o jogo: Unity e Godot. Ambas são gratuitas, têm alta capa-
cidade de fazer jogos 2D, possuem interfaces simples e fáceis de se 
aprender e possibilitam o desenvolvimento de jogos completos com 
qualidade. 
O ponto decisivo para a escolha foi a linguagem de programação uti-
lizada, Unity utiliza-se da linguagem C# que os integrantes do grupo 
não conhecem, já Godot Engine usa GDScript, uma linguagem própria 
fortemente baseada em Python, a qual os integrantes já tinham certa 
familiaridade. Além disso, Godot possui código aberto, qualquer pessoa 
tem acesso ao código da ferramenta e pode criar versões modificadas 
com funcionalidades extras que podem ser adicionadas ao original. Go-
dot continua sendo constantemente atualizado com cada vez mais ele-
mentos, muitos deles sugeridos pela comunidade que é bem ativa como 
pode ser visto no subreddit da engine [7], onde tanto a comunidade dá 
sugestões como os desenvolvedores respondem dúvidas e postam so-
bre atualizações no programa. Por fim, Godot também pode ser usado 
com diferentes linguagens: GDScrpit, C# e C++. A programação também 
pode ser feita usando VisualScript um modo de adicionar scripts visuais 
para aqueles que não tem familiaridade com programação. 




Gratuito Sim Sim Sim Sim Não 
Interface  
Fácil 
Sim Sim Não Sim Sim 
Linguagem 
Principal 
C# C++ Python GD 
Script 
GML 
Tabela 1: Tabela comparativa entre engines 
A Tabela 1 faz uma comparação entre as engines e explicita o fato de 
que o Godot é gratuito, apresenta uma interface fácil e usa GDScript, 
que é semelhante a Python. 
Existem outros trabalhos em que engines são comparadas, como o 
de Mishra e Shrawankar [8], em que é feita uma comparação completa 
entre os motores, contudo, sem a citação de Godot ou alguma ferra-
mente baseada em Python, e o trabalho de Cavalcante e Pereira [9], em 
que são comparadas Godot, Unity e Phaser, neste trabalho também che-
gou-se à conclusão de que o Godot era a mais adequada naquele con-
texto por ser simples e gratuita, ter código aberto e diversas ferramen-
tas que possibilitam resultados satisfatórios. 
3.2 Funcionamento da Godot Engine 
3.2.1 Nodes e Scenes 
Na engine Godot os principais elementos são scenes e nodes, nodes são 
objetos que carregam funções e desempenham diversos papéis dentro 
do jogo, alguns mostram imagens enquanto outros lidam com anima-
ções e física. A scene é formada por um grupo de nodes organizados de 
forma hierárquica onde nodes podem herdar a outros, uma scene pode 
representar um ''nível'' e quando rodamos o jogo é uma scene e seus 
vários nodes que são carregados, podem também representar um ob-
jeto específico como um jogador com nodes que compõem suas funções, 
assim, uma scene ''nível'' poderia ter uma instância da scene ''jogador'' 
dentro dela [10]. 
Para exemplificar pode-se imaginar que se crie uma scene contendo 
um gramado de fundo, o gramado é desenhado por dois nodes, o sprite 
da grama e o TileMap, este é um node pai do sprite que permite que o 
desenvolvedor “desenhe” o plano de fundo segurando o botão do mouse 
e o arrastando, assim inserindo vários sprites um ao lado do outro no 
fundo. Em cima do gramado pode haver uma casa com colisão, ou seja, 
um corpo não pode atravessá-la, tanto a imagem da casa como a colisão 
são nodes (Sprite e CollisionShape2D respectivamente), esses elemen-
tos estão dentro de outro que representa a junção da imagem com a 
colisão para formar a casa (StaticBody2D), tanto o TileMap do gramado 
e o StaticBody2D da casa estão dentro de um node principal chamado 
de Node2D, que engloba todos os elementos de jogos 2D em uma scene, 
para testar os objetos o desenvolvedor pode iniciá-la, se precisar testar 
algum elemento separado, terá que criar outro nível, ou scene, para 
testá-lo, e é nessa estrutura que a linguagem se organiza, uma árvore 
com nodes interagindo entre si dentro de um nível, como pode-se ob-
servar na Figura 1.  
 
Figura 1: Representação de uma casa no Godot 
 
3.2.2 Programação 
A programação no Godot é feita na forma de scripts que são adicionados 
e atribuem características aos nodes, como a vida, velocidade e acelera-
ção do jogador, a área que a câmera irá abranger e como irá se compor-
tar (ficar fixa, seguir o jogador, se movimentar quando o jogador passar 
da borda, etc.) e como alguns elementos irão interagir com outros (jo-
gador perder vida ao entrar em contato com inimigos ou inimigos so-
frerem dano ao interagirem com a espada do jogador, por exemplo).  
É possível criar funções que são ativadas quando algum evento es-
pecífico ocorre no jogo por meio de sinais, que são enviados ao código 
e podem modificar coisas no jogo assim que o evento acontece, por 
exemplo, existe um item de chave no chão, assim que o jogador passa 
por cima é enviado um sinal para o código que faz com que a chave de-
sapareça do chão e o contador de chaves no canto da tela aumente. O 
Godot também possibilita herança de objetos, ou seja, um script pode 
herdar os dados de outro, como variáveis e funções, permitindo uma 
programação orientada a objeto.  
A linguagem de programação usada no Godot é semelhante a 
Python, na sintaxe, onde a endentação correta é necessária para o có-
digo funcionar, nos laços de repetição que funcionam da mesma forma 
e nas variáveis e funções que são definidas de formas parecidas, dentre 
diversas outras semelhanças que fazem com que aqueles que já têm 
certa familiaridade com Python tenham facilidade em fazer os scripts 
para Godot, como pode-se perceber na seção de perguntas frequentes 
na documentação da engine. 
3.3 Música 
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Músicas desempenham um papel importante em jogos eletrônicos, re-
presentando funções metafóricas como sensação de espaço, caracteri-
zação da atmosfera e ambiente em que os eventos se passam (campos 
verdejantes e alegres ou castelos perigosos e assustadores, por exem-
plo), também tem função metonímica, contribuindo para a narração do 
jogo, indicando quando um inimigo se aproxima, quando ocorre uma 
batalha contra um chefe etc [11]. 
Para o processo de criação musical, utilizou-se de websites gratuitos 
com foco em criação de músicas do tipo 8-bits (tipo de música que imita 
as limitações sonoras de videogames da década de 1980 como Nintendo 
Entertainment System e Sega Master System), os sites utilizados foram 
BeepBox e JummBox, o segundo trata-se de uma versão modificada do 
primeiro, ambos permitem a criação de diferentes camadas da música, 
como melodia, harmonia e ritmo, possibilitam que o criador escolha o 
tipo de instrumento utilizado e coloque as notas em uma grade, a posi-
ção, afinamento e comprimento das notas pode ser alterado por meio 
de uma interface gráfica. 
A adição de músicas no Godot é assim como para arte, por meio de 
nodes, utilizando o node AudioStreamPlayer podemos inserir um ar-
quivo de áudio ogg ou wav e configurar como se deseja que se comporte 
no jogo, se a música irá tocar em loop, se irá tocar só uma vez, ou se irá 
parar de tocar quando um inimigo específico morrer, para este último, 
por exemplo, poderíamos fazer com que o node AudioStreamPlayer com 
o áudio desejado fosse  filho de tal inimigo, assim, pelo fator hierár-
quico, quando o inimigo morresse o node filho contendo o áudio iria ter 
suas funções suspendidas. 
3.4 Arte 
A arte dentro do contexto de um jogo engloba tudo aquilo que é visível 
ao jogador, é por ela que se identifica o mundo, os personagens, os ini-
migos e todos os outros elementos presentes, a arte é de certo modo 
uma representação visual das várias linhas de código que compõem o 
que chamamos de “jogador” ou “inimigo”, deste modo podemos por 
meio dela construir uma narrativa e situar o jogador no universo que 
ele se encontra. 
Para criar a parte gráfica do jogo optou-se pela Pixel Art, uma forma 
de arte digital onde os pixels (menor ponto de uma imagem digital) são 
individualmente colocados sobre uma tela a fim de montar uma figura 
completa. Foi escolhido a Pixel Art levando em conta a inexperiência do 
grupo e a sua simplicidade quando comparada com os modos tradicio-
nais de arte, sendo possível criar desenhos decentes mesmo com pouca 
experiência na área. A principal ferramenta utilizada para criação dos 
desenhos ou sprites foi o software Aseprite, e nele se originaram o de-
sign do jogador, inimigos, objetos, hud e tileset que podem ser vistos 
nas Figuras 2 e 3. 
 
Figura 2: Elementos do Jogo 
 
Figura 3: Sprites do jogador 
Para a inserção de arte gráfica o Godot conta com diversos nodes  
com funções específicas para manipulação de spritesheets e realização 
de animações, o node TileMap por exemplo permite a composição do 
cenário do jogo por meio de tilesets, o node sprite  permite a inserção 
de uma imagem para usos gerais, o node AnimationPlayer trabalha com 
spritesheets que demonstram uma animação, permitindo definir o 
tempo e categorizar cada parte dessa animação para ser posterior-
mente referenciada no script, assim é possível definir quando e onde a 
animação será ativada e quais efeitos ela terá no jogo. 
3.5 O JOGO 
3.5.1 Enredo 
O jogo se passa em um mundo chamado Soulwin, onde existem dois 
grandes reinos, o reino da tecnologia e o reino da magia. Por muitos 
anos os reinos conviveram em paz, porém, motivados pela aquisição de 
mais territórios, riquezas e poder, os reinos entraram em uma dura-
doura guerra que transformou grande parte de Soulwin em ruínas e fez 
de seus habitantes criaturas hostis. Em meio a devastação surge uma 
jovem de nome Agnes que tem como missão restabelecer a ordem e a 
paz de seu mundo, derrotando os inimigos e superando os desafios que 
aparecem em seu caminho. 
3.5.2 Jogabilidade 
A jogabilidade foi feita inspirada em The Legend of Zelda no estilo ac-
tion RPG em 2D com uma câmera do tipo top-down. O jogador pode se 
mover em oito direções usando o teclado do computador e controle de 
Xbox One ou Playstation 4. Conforme o passar do jogo a personagem 
adquire mais opções, inicialmente é mais lenta e não pode atacar, com 
o passar do jogo, consegue armadura e espada que aumentam a sua ve-
locidade e resistência além de permitir que ataque os inimigos.   
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3.5.3 Matemática e Física Envolvida 
Alguns elementos do jogo contém conceitos matemáticos e físicos na 
sua realização, a movimentação do jogador por exemplo é realizada por 
meio de um plano cartesiano e vetores, suponha-se que o jogador tenha 
pressionado o botão para se movimentar a direita, o valor 1 seria alo-
cado na variável vetorial x, esse valor seria multiplicado com a veloci-
dade máxima do jogador e uma aceleração iria determinar o tempo que 
levaria para que o jogador chegasse nessa velocidade máxima, se o jo-
gador soltasse o botão, a variável vetorial x assumiria o valor 0 e um 
valor de frenagem iria determinar o tempo que o jogador levaria para 
parar.  
Na Figura 4 abaixo vemos um exemplo da aplicação de conceitos fí-
sicos e matemáticos como vetores, velocidade, aceleração e fricção para 
fazer a movimentação do personagem. 
 
Figura 4: Elementos do Jogo 
3.5.4 Níveis 
O jogo se passa em um mundo com elementos mágicos e tecnológicos, 
o primeiro nível é introdutório, onde o jogador inicia sem armadura e 
pode explorar uma área pacífica com grama e árvores, conforme segue 
o caminho se depara com um portal que o leva para o segundo nível, 
um labirinto tecnológico com obstáculos e desafios com serras pelos 
quais o jogador precisa passar, além disso inimigos mágicos também 
aparecem no caminho, existem dois deles, um persegue o jogador e o 
outro atira projéteis mágicos. Por fim, chega ao final onde encontra 
uma espada e um portal que leva até um chefe que o persegue até ficar 
cansado e entrar em um estado vulnerável, nesse momento abre mar-
gem para ser atacado e então voltar a perseguir Agnes, após receber 3 
golpes o chefe é derrotado. 
4 CONSIDERAÇÕES FINAIS 
O uso da engine Godot se mostrou uma experiência positiva para o 
grupo devido ao conhecimento prévio em Python, a gratuidade do pro-
grama e as funcionalidades simples de se aprender e que ao mesmo 
tempo geram resultados satisfatórios, se mostrando viável para inici-
antes. 
A produção do jogo contribuiu para diversas áreas do conheci-
mento como arte, música, criação de enredo, matemática, física, progra-
mação e engenharia de software, além do planejamento. Enriquecendo 
as habilidades dos integrantes do grupo e se mostrando um bom meio 
de aprendizado.  
O desenvolvimento do jogo não demandou muitos recursos finan-
ceiros, contudo, necessitou de tempo e planejamento para aprender o 
que e como precisa ser feito, desde a leitura da documentação e guias 
até a criação de protótipos para teste e desenvolvimento da versão fi-
nal. 
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