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Resum 
 
L’objectiu d’aquest treball és dissenyar un sistema intel·ligent que permeti 
controlar la mesura de paràmetres ambientals. Per fer-ho utilitzarem un 
microcontrolador que elegirem segons les característiques com memòria o 
velocitat de càlcul. Un cop programat, el microcontrolador haurà de ser capaç 
d’ajustar dades experimentals a un model i obtenir una sèrie de paràmetres 
d’interès. S’ha implementat un algorisme d’ajust tipus Levenberg-Marquardt en 
un microcontrolador PIC i s’ha comprovat la seva capacitat per obtenir la 
conductivitat del medi i el nivell de líquid a partir d’un conjunt de mesures de 
tensió obtingudes amb un sistema d’elèctrodes. 
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Overview 
 
 
The aim of this project is to design an intelligent system that allows us to 
control measurement of environmental parameters. To do it, we will use a 
microcontroller that we will choose according to its features like memory or 
computing speed. Once programmed, the microcontroller will be able to adjust 
experimental data to a model and obtain a series of interest parameters. The 
Levenberg-Marquardt adjust algorithm has been implemented in a PIC 
microcontroller and it has been tested its ability to obtain environment 
conductivity and liquid level basing on a group of voltage measurements 
obtained from an electrode system. 
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Introducció  1 
INTRODUCCIÓ 
 
 
Aquest treball té com a objectiu dissenyar un sistema intel·ligent que permeti 
controlar la mesura de paràmetres ambientals, i per fer-ho programarem un 
microcontrolador. 
 
Ens sorgeix aquesta necessitat perquè, mitjançant mètodes numèrics, el 
microcontrolador és capaç d’ajustar les mesures a models senzills, corregir els 
errors en la mesura i estalviar els processos de calibració. I gràcies a aquests 
mètodes podrem obtenir altres paràmetres d’interès més enllà dels que ens 
proporcionen directament les mesures. 
 
Recentment s’han desenvolupat sistemes de mesura de paràmetres ambientals 
que mitjançant l’ús de múltiples mesures provinents d’un sistema d’elèctrodes 
[1]. Aquests tipus de sistemes és basen en l’ús de models que relacionen les 
mesures de tensió dels elèctrodes amb paràmetres d’interès com el nivell de 
líquid i la conductivitat del medi. Fins ara, l’ajust entre el model i les dades 
experimentals s’ha realitzat en ordinadors PC convencionals. El que pretén  el 
treball que aquí és presenta és estudiar la viabilitat d’implementar els 
algoritmes d’ajust necessaris en microcontroladors de 8 bits, de manera que 
puguin ser incorporats a sistemes portàtils de mesura. 
 
Per a fer-ho, es programarà primer l’algorisme d’ajust en codi C sobre 
plataforma PC per comprovar que els resultats són satisfactoris. Després, 
s’elegirà un microcontrolador adequat, s’adaptarà el codi i s’estudiarà el 
rendiment del sistema sobre la nova plataforma. 
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CAPÍTOL 1. ESCENARI 
1.1. Model de l’escenari 
 
El mètode de mesura desenvolupat a [1] obté la conductivitat i el nivell d’un 
líquid usant un conjunt d’elèctrodes submergits per injectar corrent entre dos 
d’ells i mesurant tensions en els restants.. 
 
 
 
 
Fig. 1.1 Diagrama del sistema d’elèctrodes parcialment submergits en un líquid 
conductor [1]. 
 
 
En la figura 1.1 podem veure un esquema del mètode. La taula 1.1 descriu el 
significat de les variables presents a la figura. 
 
 
Taula 1.1. Nomenclatura de les variables presents a l’escenari descrit 
 
variable significat 
C1, C2 Elèctrodes d’injecció de corrent 
Mi Posició de la mesura actual de tensió 
x1, x2 Alçada dels elèctrodes de corrent 
x Alçada de l’elèctrode actual de mesura de tensió 
L Alçada del líquid 
σ Conductivitat del medi 
 
 
Segons les conclusions del treball [1], la fórmula que relaciona les tensions 
obtingudes (V) amb el nivell de líquid (L) i la conductivitat del medi (σ) és la 
descrita en la fórmula 1.1. 
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1 1 2 2
1 1 1 1- -
2 - 2 - - - 2 - -
IV
x x L x x x x L x x
⎛ ⎞= +⎜ ⎟πσ ⎝ ⎠
   (1.1) 
 
 
Per a més comoditat, treballarem amb la variable A, que definim com a: 
 
 
2
IA = πσ      (1.2) 
 
 
El que es vol aconseguir a través de les mesures és trobar l’alçada del líquid 
(L) i la conductivitat del medi (σ). Per arribar-hi, el que es faria 
experimentalment seria prendre N mesures de tensió (V), variant x. 
Posteriorment, a partir d’una sèrie de càlculs, podríem trobar aquests 
paràmetres d’interès σ, L. Aquests càlculs son els que haurem de desenvolupar 
en aquest treball. 
 
1.2. Metodologia de treball 
 
A partir de la fórmula del nostre model (1.1), el que farem en aquest treball és 
escriure un codi en C que ens permeti, basant-nos en una sèrie de dades 
d’entrada, trobar els paràmetres d’interès A, L. 
 
Un cop escrit el codi, realitzarem una sèrie de proves sobre l’ordinador, emulant 
una entrada de dades externa, i obtenint una sèrie de resultats. Cal tenir en 
compte també que les dades d’entrada poden tenir variacions a causa del 
soroll. 
 
Després, gravarem el programa en un microcontrolador (que properament 
elegirem) i muntarem el circuit complet que posi en marxa el microcontrolador i 
ens permeti veure els resultats dels seus càlculs (per exemple, en un display 
LCD). 
 
Si es donés l’escenari real, el circuit disposaria d’una sèrie de sensors que ens 
facilitarien les mesures d’entrada.  Com que el muntatge de l’escenari real no 
forma part dels objectius d’aquest treball, el que farem serà incloure aquest 
conjunt de mesures entre les dades del programa, i per tant també es gravaran 
al microcontrolador. 
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CAPÍTOL 2. OBJECTIUS 
 
2.1. Estudi de mètodes d’ajust 
 
• Estudiar els mètodes d’ajust d’un conjunt de dades a un model 
matemàtic concret i veure com ens pot ajudar en el nostre cas. 
 
• A través del mètode de Levenberg-Marquardt, establir una relació entre 
les dades d’entrada i els nostres paràmetres d’interès (nivell de líquid i 
conductivitat del medi. 
 
2.2. Confecció del codi en C 
 
• Convertir la resolució del mètode de Levenberg-Marquardt en un 
algorisme informàtic. 
 
• Escriure l’algorisme en codi C de manera que tots els càlculs es puguin 
fer automàticament i en el menor temps possible. 
 
2.3. Obtenció de resultats sobre PC 
 
• Comprovar el bon funcionament del codi utilitzant el programa Visual C.  
 
• A través d’unes dades d’entrada similars a les experimentals, comprovar 
que els resultats obtinguts tenen sentit. 
 
• Estudiar el nombre d’iteracions que necessita el sistema fins a obtenir la 
solució. 
 
• Comptabilitzar quanta memòria ocupa el programa. 
 
2.4. Elecció de components i muntatge 
 
• Fer una cerca d’informació per a determinar quin microcontrolador dels 
existents al mercat (PIC, dsPIC, atmel, Philips, Texas Instruments, 
Analog Devices) és la millor opció per a realitzar ajustos entre dades 
experimentals i models tenint en compte preu, disponibilitat, temps de 
càlcul, etc...  
 
• Muntar el circuit complet de forma que ens permeti fer tots els càlculs i 
obtenir una resposta. 
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2.5. Adaptació del codi en C al microcontrolador 
 
• Familiaritzar-se amb les eines de programació del microcontrolador triat 
(compilador i gravador). 
 
• Adaptar el nostre codi en C per tal que sigui compatible amb el 
microcontrolador triat. 
 
• Estudiar quines opcions ens dona el microcontrolador per donar una 
sortida a les nostres dades. 
 
2.6. Obtenció de resultats sobre el circuit 
 
• Comprovar el bon funcionament de l’algorisme programat amb dades 
sintètiques corresponents a diversos sensors (conductivitat, 
temperatura...). 
 
• Contrastar les dades obtingudes experimentalment amb les que hem 
trobat anteriorment amb el Visual C. 
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CAPÍTOL 3. DESENVOLUPAMENT DEL CODI 
 
3.1. Cas lineal 
 
El que volem aconseguir amb aquesta prova és fer una primera aproximació a 
l’ajustament de punts a una funció. És important que ens familiaritzem de nou 
amb l’entorn C i la seva forma de programar. Començarem amb un cas senzill, 
una funció lineal del tipus y = A + Bx. 
 
3.1.1. Teoria 
 
Per a una funció lineal del tipus y = A + Bx i a partir d’una sèrie de punts (x, y), 
podem aproximar els valors del pendent (B) i el desplaçament (A) de la funció. 
La resolució d’A i B és [2]: 
 
 
xx y x xyS S S SA
−= ∆  
xy x ySS S SB
−= ∆    (3.1) 
 
 
On les variables que intervenen són: 
 
 
2
1
1N
i i
S σ== ∑  21
N
i
x
i i
xS σ== ∑  21
N
i
y
i i
yS σ== ∑  
2
2
1
N
i
xx
i i
xS σ== ∑  21
N
i i
xy
i i
x yS σ== ∑  (3.2) 
 
 
2( )xx xSS S∆ = =     (3.3) 
 
 
Essent xi, yi els valors de x, y per a cada punt de la mesura i N el nombre total 
de mesures, considerant σi = 1. 
 
D’altra banda, el paràmetre χ2 ens permet trobar el grau de proximitat entre els 
valors de A, B reals i els que hem trobat a partir d’aquest mètode. Es defineix: 
 
 
( )22
1
N
i i
i
y A Bxχ
=
= − −∑      (3.4) 
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3.1.2. Codi en C 
 
A continuació reproduïm el codi en C que pren diversos punts (x, y) d’un fitxer i 
ens retorna per pantalla els paràmetres A, B de y = A + Bx. També ens mostra 
el paràmetre de qualitat χ2. Com més petit sigui el valor de χ2 més bona serà 
l’aproximació que es fa de A, B. 
 
#include <stdio.h> 
 
void main() 
{ 
 float x[10], y[10], a, b, delta; 
 float valor, chi2 = 0; 
float suma_x = 0, suma_y = 0, suma_xx = 0, suma_xy = 0; 
 int N = 0, i = 0; 
 FILE *fitxer; 
 
 // prenem les dades del fitxer 
 fitxer = fopen("dades.txt", "r"); 
 
 while(!feof(fitxer)) 
 { 
  fscanf(fitxer, "%f,%f", &x[N], &y[N]); 
  N++; 
 } 
 
 fclose(fitxer); 
 
 // bucle càlculs 
 for(i = 0; i < N; i++) 
 { 
  // Sx 
  suma_x += x[i]; 
 
  // Sy 
  suma_y += y[i]; 
 
  // Sxx 
  suma_xx += x[i] * x[i]; 
 
  // Sy 
  suma_xy += x[i] * y[i]; 
 } 
 // delta (denominador de A, B) 
delta = N * suma_xx - suma_x * suma_x; 
 
 // a, b 
 a = (suma_xx * suma_y - suma_x * suma_xy) / delta; 
 
 b = (N * suma_xy - suma_x * suma_y) / delta; 
 
 // mostrem A i B per pantalla 
 printf("\nResultat:\n"); 
 printf("A = %f\n", a); 
 printf("B = %f\n", b); 
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 // càlcul del paràmetre Chi^2 
 for(i = 0; i < N; i++) 
 { 
  valor = y[i] - a - b * x[i]; 
  chi2 += valor * valor; 
 } 
 
 // mostrem Chi^2 
printf("\nAmb aquests valors de A, B:\n"); 
 printf("Chi^2 = %f\n\n", chi2); 
} 
 
Per a provar el funcionament del nostre codi prenem valors de A, B i construïm 
una taula de valors x, y que satisfacin la funció y = A + Bx. Un cop introduïts al 
fitxer, executem el programa i comprovem que efectivament ens retorna els 
valors de A, B que havíem pres inicialment. 
 
3.2. Cas no lineal 
 
Un cop familiaritzats de nou amb l’entorn C i amb aquest tipus de càlculs, 
passarem a centrar-nos en la funció que ens ocupa. Descrita anteriorment, la 
reescriurem de nou de la forma: 
 
 
1 1 2 2
1 1 1 1
2 2
V A
x x L x x x x L x x
⎛ ⎞= + − −⎜ ⎟− − − − − −⎝ ⎠
 (3.5) 
 
 
Podem veure de forma senzilla que no es tracta d’una funció lineal, ja que totes 
les instàncies de les variables x i L apareixen en el denominador, creant 
discontinuïtats i altres fenòmens no lineals. Per tant el mètode que hem vist en 
el cas lineal no ens serveix. 
 
Afortunadament, disposem d’altres mètodes que ens seran molt útils per al 
nostre cas. Entre ells, el mètode de Levenberg-Marquardt ens permetrà, de 
forma similar al mètode de resolució de sistemes lineals, trobar un conjunt de 
paràmetres d’interès a partir d’una sèrie de punts inicials. 
 
Com que el resultat ens quedarà en forma de sistema d’equacions NxN (essent 
N el nombre de paràmetres que volem trobar), usarem el mètode de Gauss de 
resolució d’un sistema d’equacions. Una vegada units aquests dos mètodes, 
podrem construir el nostre codi en C. 
 
3.2.1. Mètode de Levenberg-Marquardt 
 
El mètode de Levenberg-Marquardt ens permet ajustar els paràmetres d’un 
sistema no lineal, a través d’un conjunt de punts i uns valors inicials d’aquests 
paràmetres. De forma general, es defineix de la forma vista en la fórmula 3.6 
[2][8]. 
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 ( ) ( )T TJ J Id p J r pλ+ ∆ = −ur r     (3.6) 
 
 
On J és la matriu jacobiana que conté les derivades parcials respecte a 
cadascun dels paràmetres que volem trobar, avaluades en cadascun dels punts 
que estem estudiant. λId és la matriu identitat multiplicada per un paràmetre λ 
que ens permetrà fer variacions en cas que el sistema divergeixi. ∆p és el 
vector d’increments dels paràmetres que volem trobar. Finalment, r(p) és el 
vector de diferències entre el valor real i el valor ideal de la funció, avaluades 
en cadascun dels punts. 
 
3.2.1.1. Sistema 2x2 
 
Per al nostre cas, estem treballant amb la funció (fórmula 3.5), on x1, x2 són 
constants; L, A són els nostres paràmetres d’interès i V queda en funció dels 
valors d’entrada de x. Definim les derivades parcials: 
 
 
1 1 2 2
1 1 1 1
2 2
dV
dA x x L x x x x L x x
= + − −− − − − − −    (3.7) 
 
 
( ) ( )2 21 2
1 12
2 2
dV A
dL L x x L x x
⎛ ⎞⎜ ⎟= − +⎜ ⎟− − − −⎝ ⎠
   (3.8) 
 
 
I d’aquesta forma: 
 
 
0 0
0
0
n
n
n n
x x
x xT
x x
x x
dV dV
dV dV dA dL
dA dA
J J
dV dV
dV dV
dL dL
dA dL
⎛ ⎞⎛ ⎞ ⎜ ⎟⎜ ⎟ ⎜ ⎟⎜ ⎟ ⎜ ⎟⋅ = ⋅ =⎜ ⎟ ⎜ ⎟⎜ ⎟ ⎜ ⎟⎜ ⎟ ⎜ ⎟⎝ ⎠ ⎝ ⎠
L
M M
L
  (3.9) 
0 0
0 0
2 2
2 2
...
...
n n
n n
x x x x
x x x x
dV dV dV dV dV dV
dA dA dA dL dA dL
dV dV dV dV dV dV
dA dL dA dL dL dL
⎛ ⎞⎛ ⎞ ⎛ ⎞⎜ ⎟+ + + +⎜ ⎟ ⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟⎝ ⎠⎝ ⎠⎜ ⎟ =⎜ ⎟⎛ ⎞ ⎛ ⎞⎜ ⎟+ + + +⎜ ⎟ ⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟⎝ ⎠⎝ ⎠⎝ ⎠
K
K
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2
0 0
2
0 0
i i
i i
n n
i ix x
n n
i ix x
dV dV dV
dA dA dL
dV dV dV
dA dL dL
= =
= =
⎛ ⎞⎛ ⎞⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟⎝ ⎠⎜ ⎟⎜ ⎟⎛ ⎞⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟⎝ ⎠⎝ ⎠
∑ ∑
∑ ∑
 
 
 
D’altra banda: 
 
 
( )
( )
0
0
0
( , )
( )
( , )
n
n
n
x
x xT
x
x x
dV dV V V A L
dA dA
J r p
dV dV V V A L
dL dL
⎛ ⎞ ⎛ ⎞−⎜ ⎟ ⎜ ⎟⎜ ⎟ ⎜ ⎟− = − ⋅ =⎜ ⎟ ⎜ ⎟⎜ ⎟ −⎜ ⎟⎜ ⎟ ⎝ ⎠⎝ ⎠
L
r M
L
 (3.10) 
( )
( )
0
0
( , )
( , )
i
i
n
i x
n
i x
dV V V A L
dA
dV V V A L
dL
=
=
⎛ ⎞−⎜ ⎟⎜ ⎟−⎜ ⎟⎜ ⎟−⎜ ⎟⎝ ⎠
∑
∑
 
 
 
I ajuntant les dues parts: 
 
 ( ) ( )T TJ J Id p J r pλ⋅ + ∆ = − ⇒ur r    (3.11) 
( )
( )
2
0 0 0
2
0
0 0
( , )
( , )
i i i
i
i i
n n n
i i ix x x
n
n n
i x
i ix x
dV dV dV dV V V A L
dA dA dL dAA
L dVdV dV dV V V A L
dLdA dL dL
λ
λ
= = =
== =
⎛ ⎞⎛ ⎞ ⎛ ⎞⎜ ⎟+⎜ ⎟ −⎜ ⎟⎜ ⎟⎜ ⎟ ∆⎛ ⎞⎝ ⎠ ⎜ ⎟⎜ ⎟ ⋅ = −⎜ ⎟ ⎜ ⎟∆⎜ ⎟ ⎝ ⎠⎛ ⎞ ⎜ ⎟−⎜ ⎟+⎜ ⎟ ⎜ ⎟⎜ ⎟⎜ ⎟ ⎝ ⎠⎝ ⎠⎝ ⎠
∑ ∑ ∑
∑∑ ∑
 
 
 
3.2.1.2. Sistema 3x3 
 
Una vegada fet el sistema 2x2, introduïm un tercer paràmetre, B, que pot 
representar possibles offsets que es sumin a la tensió de sortida. En les 
posteriors proves sobre PC i microcontrolador ens centrarem en el sistema 3x3. 
 
La nostra funció queda de la forma descrita a la fórmula 3.12. 
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1 1 2 2
1 1 1 1
2 2
V A B
x x L x x x x L x x
⎛ ⎞= + − − +⎜ ⎟− − − − − −⎝ ⎠
 (3.12) 
 
 
Les derivades parcials són, les mateixes que abans, amb l’afegit de: 
 
 
1dV
dB
=      (3.13) 
 
 
Llavors: 
 
 
0
0 0
0
1
11 1
n
n
n n
x x
x x
T
x x
x x
dV dV
dV dV
dA dA
dA dL
dV dVJ J
dL dL
dV dV
dA dL
⎛ ⎞ ⎛ ⎞⎜ ⎟ ⎜ ⎟⎜ ⎟ ⎜ ⎟⎜ ⎟ ⎜ ⎟⎜ ⎟⋅ = ⋅ =⎜ ⎟⎜ ⎟ ⎜ ⎟⎜ ⎟ ⎜ ⎟⎜ ⎟ ⎝ ⎠⎜ ⎟⎝ ⎠
L
L M M M
L
  (3.14) 
0 0 0
0 0 0
0 0
2 2
2 2
... ...
... ...
... ...
n n n
n n n
n n
x x x x x x
x x x x x x
x x x x
dV dV dV dV dV dV dV dV
dA dA dA dL dA dL dA dA
dV dV dV dV dV dV dV dV
dA dL dA dL dL dL dL dL
dV dV dV dV N
dA dA dL dL
⎛ ⎞⎛ ⎞ ⎛ ⎞⎜ ⎟+ + + + + +⎜ ⎟ ⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎝ ⎠⎝ ⎠⎜⎜ ⎛ ⎞ ⎛ ⎞⎜ + + + + + +⎜ ⎟ ⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎝ ⎠⎝ ⎠⎜⎜ + + + +⎜⎜⎝ ⎠
K
K
⎟⎟⎟⎟ =⎟⎟⎟⎟⎟
 
2
0 0 0
2
0 0 0
0 0
i i i
i i i
i i
n n n
i i ix x x
n n n
i i ix x x
n n
i ix x
dV dV dV dV
dA dA dL dA
dV dV dV dV
dA dL dL dL
dV dV N
dA dL
= = =
= = =
= =
⎛ ⎞⎛ ⎞⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟⎝ ⎠⎜ ⎟⎜ ⎟⎛ ⎞⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟⎝ ⎠⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟⎝ ⎠
∑ ∑ ∑
∑ ∑ ∑
∑ ∑
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D’altra banda: 
 
( )
( )
0
0
0
( , , )
( )
( , , )
1 1
n
n
n
x x
x
T
x x
x
dV dV
dA dA V V A L B
dV dVJ r p
dL dL
V V A L B
⎛ ⎞⎜ ⎟ ⎛ ⎞⎜ ⎟ −⎜ ⎟⎜ ⎟ ⎜ ⎟⎜ ⎟− = − ⋅ =⎜ ⎟⎜ ⎟ −⎜ ⎟⎜ ⎟ ⎝ ⎠⎜ ⎟⎜ ⎟⎝ ⎠
L
r L M
L
  (3.15) 
( )
( )
( )
0
0
0
( , , )
( , , )
( , , )
i
i
i
n
i x
n
i x
n
x
i
dV V V A L B
dA
dV V V A L B
dL
V V A L B
=
=
=
⎛ ⎞−⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟− −⎜ ⎟⎜ ⎟⎜ ⎟−⎜ ⎟⎝ ⎠
∑
∑
∑
 
 
 
Finalment: 
 
 ( ) ( )T TJ J Id p J r pλ⋅ + ∆ = − ⇒r r    (3.16) 
2
0 0 0
2
0 0 0
0 0
i i i
i i i
i i
n n n
i i ix x x
n n n
i i ix x x
n n
i ix x
dV dV dV dV
dA dA dL dA
A
dV dV dV dV L
dA dL dL dL
B
dV dV N
dA dL
λ
λ
λ
= = =
= = =
= =
⎛ ⎞⎛ ⎞⎜ ⎟+⎜ ⎟⎜ ⎟⎜ ⎟⎝ ⎠⎜ ⎟ ∆⎛ ⎞⎜ ⎟⎛ ⎞ ⎜ ⎟⎜ ⎟+ ∆ =⎜ ⎟ ⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟⎝ ⎠ ∆⎝ ⎠⎜ ⎟⎜ ⎟+⎜ ⎟⎜ ⎟⎝ ⎠
∑ ∑ ∑
∑ ∑ ∑
∑ ∑
 
( )
( )
( )
0
0
0
( , , )
( , , )
( , , )
i
i
i
n
i x
n
i x
n
x
i
dV V V A L B
dA
dV V V A L B
dL
V V A L B
=
=
=
⎛ ⎞−⎜ ⎟⎜ ⎟⎜ ⎟⎜ ⎟− −⎜ ⎟⎜ ⎟⎜ ⎟−⎜ ⎟⎝ ⎠
∑
∑
∑
 
 
3.2.1.3. Mètode de Gauss de resolució d’un sistema d’equacions 
 
El mètode de Gauss ens permet resoldre de forma senzilla un sistema 
d’equacions NxN [3]. L’usarem per resoldre el sistema d’equacions 3x3 del 
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mètode de Levenberg-Marquardt (3.16), que és el que acabarem usant 
finalment. 
 
La idea bàsica del mètode de Gauss és arreglar el sistema de forma que 
només tinguem zeros per sota de la diagonal de la matriu principal. Un cop fet 
això, és senzill aïllar les incògnites; en el nostre cas, ∆A, ∆L i ∆B. 
 
3.2.1.4. Paràmetre χ2 i criteri de λ 
 
Ja hem obtingut ∆A, ∆L i ∆B, el resultat d’haver aplicat el mètode de 
Levenberg-Marquardt. Ens falta saber si aquests increments, sumats als valors 
inicials de A, L, B, ens proporcionen una solució satisfactòria. Per fer-ho 
comptem amb el paràmetre χ2, que ens permet trobar el grau de proximitat 
entre el valor real i el teòric de, en el nostre cas, V(x). 
 
 
( )22
1
( )
N
i i
i
V V xχ
=
= −∑     (3.17) 
 
 
Gràcies al paràmetre χ2 sabrem si els increments ∆A, ∆L i ∆B ens acosten o no 
al valor real de A, L, B. Per fer-ho, usarem la constant λ, que com hem vist en 
(3.16) modifica els valors de la matriu principal. Segons [2], el criteri que 
usarem per sumar o no els increments trobats és: 
 
Si 2 2( , , ) ( , , )A A L L B B A L Bχ χ+ ∆ + ∆ + ∆ ≥  
incrementem el valor de λ en un factor 10 
 
Si 2 2( , , ) ( , , )A A L L B B A L Bχ χ+ ∆ + ∆ + ∆ <  
decrementem el valor de λ en un factor 10, i a més: 
A A A← + ∆  
L L L← + ∆  
B B B← + ∆  
 
χ2 també ens permetrà saber si podem considerar que els valors de les noves 
A, L, B s’acosten prou als seus valors ideals. Com més petit sigui χ2 més bona 
serà la nostra aproximació, però com que mai valdrà 0 és decisió nostra valorar 
quan considerem que hem trobat una solució satisfactòria. En cas que no ho 
sigui tornarem a aplicar el mètode de Levenberg-Marquardt, tantes vegades 
com faci falta, aplicant els nous valors de A, L, B. 
 
3.2.2. Codi en C 
 
Ara convertirem els mètodes de Levenberg-Marquardt i Gauss en algorismes 
en C que, usats de forma seqüencial, ens permetran obtenir els nostres 
paràmetres d’interès a partir del conjunt de dades d’entrada. Anem a veure en 
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primer lloc la nomenclatura de les variables més destacades que usarem en el 
programa. Es mostren a la taula 3.1. 
 
 
Taula 3.1. Nomenclatura de les variables principals del codi en C 
 
variable significat 
Ma[3][3] Matriu 3x3 del mètode de Levenberg-Marquardt 
Mb[3] Vector de termes independents del mètode de 
Levenberg-Marquardt 
lambda λ 
V[9] Vector de valors de V(x) 
x[9] Vector de valors de x 
N Nombre de punts en els que prenem valors (9) 
x1, x2 x1, x2 
A, L, B Ai, Li, Bi 
incA, incL, incB ∆A, ∆L, ∆B 
xi2 χ2 
xi2mod χ2 aplicant ∆A, ∆L, ∆B  
dVdA, dVdL ,dV dV
dA dL
per a cada valor de x 
Videal V en cada valor de x aplicant (3.12)  
i Comptador  per a cadascun dels punts de x 
j Comptador per a cadascuna de les iteracions del 
mètode de Levenberg-Marquardt 
 
 
El codi sencer del programa es pot veure al capítol 1 de l’Annex. 
3.2.2.1. Levenberg-Marquardt 
 
La següent part del codi representa una iteració sencera del mètode de 
Levenberg-Marquardt, al final de la qual tenim muntada la matriu vista en 
(3.16). Cal notar també que en aquesta mateixa iteració ja calculem el 
paràmetre de qualitat χ2, la utilitat del qual en el codi veurem després. 
 
for(i = 0; i < N; i++) 
{ 
 op1 = 2*L - x[i] - x1; 
 op2 = 2*L - x[i] - x2; 
 
 // derivades parcials per a cada punt 
 dVdA = 1/(x[i] - x1) + 1/op1 - 1/(x2 - x[i]) - 1/op2; 
 dVdL = A * (2/(op2 * op2) - 2/(op1 * op1)); 
 
 // valor teòric de V(x) aplicant la fórmula 
 Videal = A * ( 1/(x[i] - x1) + 1/op1 - 1/(x2 - x[i]) - 1/op2) + 
B; 
 
 // paràmetre de qualitat 
 xi2 += (V[i] - Videal) * (V[i] - Videal); 
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 // Ma00 = sumatori (dVdA)^2 per a cada x[i] 
 Ma[0][0] += dVdA * dVdA; 
 
 // Ma01 = Ma10 = sumatori dVdA * dVdL per a cada x[i] 
 Ma[0][1] += dVdA * dVdL; 
 
 // Ma02 = Ma20 = sumatori dVdA per a cada x[i] 
 Ma[0][2] += dVdA; 
 
 // Ma11 = sumatori (dVdL)^2 per a cada x[i] 
 Ma[1][1] += dVdL * dVdL; 
 
 // Ma12 = Ma21 = sumatori dVdL per a cada x[i] 
 Ma[1][2] += dVdL; 
 
 // Mb0 = sumatori dVdA * (V[i] - Videal) per a cada i 
 b[0] += dVdA * (V[i] - Videal); 
 
 // Mb1 = sumatori dVdL * (V[i] - Videal) per a cada i 
 b[1] += dVdL * (V[i] - Videal); 
  
 // Mb2 = sumatori dVdL * (V[i] - Videal) per a cada i 
 b[2] += (V[i] - Videal); 
} 
 
Ma[0][0] += lambda; 
Ma[1][0] = Ma[0][1]; 
Ma[1][1] += lambda; 
Ma[2][0] = Ma[0][2]; 
Ma[2][1] = Ma[1][2]; 
Ma[2][2] = N + lambda; 
 
// si és la primera iteració 
if(j == 0) 
{ 
 futura_lambda = maxim(Ma[0][0], Ma[1][1], Ma[2][2]) / 2; 
} 
 
(...) 
 
Aquesta última sentència només s’aplica en la primera iteració del mètode de 
Levenberg-Marquardt (el comptador j s’actualitza més endavant), i el que fa és, 
en cas de que el sistema finalment divergeixi, proposar un valor de λ 
(anomenat futura_lambda) que és de la meitat del màxim dels tres valors de la 
diagonal. Ens interessa que λ tingui un valor de l’ordre dels de la diagonal 
perquè si fos molt inferior no seria significatiu, i si fos molt superior afectaria 
massa als valors de la diagonal. Amb tot, cal notar que el valor de λ que 
proposa el programa es vàlid, però no es l’òptim. 
 
La funció maxim() es defineix abans de l’inici del programa, i simplement 
calcula el màxim entre tres valors: 
 
float maxim (float primer, float segon, float tercer) 
{ 
 float maxim; 
 
 if(primer > segon) 
 { 
  maxim = primer; 
16  Disseny i implementació d’un sistema intel·ligent per a la mesura de paràmetres ambientals 
 } 
 else 
 { 
  maxim = segon; 
 } 
 
 if(tercer > maxim) 
 { 
  maxim = tercer; 
 } 
 
 return maxim; 
} 
 
3.2.2.2. Gauss 
 
Un cop tenim generada la matriu del sistema 3x3 i el vector de termes 
independents, ja podem aplicar el mètode de Gauss per obtenir les nostres tres 
incògnites:. incB, incL i incA. Vegem-ne el codi: 
 
// pas 1 
mul2 = Ma[1][0] / Ma[0][0]; 
mul3 = Ma[2][0] / Ma[0][0]; 
for(i = 0; i < 3; i++) 
{ 
 // 2a equacio - mul2 * 1a equacio 
 Ma[1][i] = Ma[1][i] - mul2 * Ma[0][i]; 
   
 // 3a equacio - mul3 * 1a equacio 
 Ma[2][i] = Ma[2][i] - mul3 * Ma[0][i]; 
} 
// igual amb el terme independent 
Mb[1] = Mb[1] - mul2 * Mb[0]; 
Mb[2] = Mb[2] - mul3 * Mb[0]; 
 
// pas 2 
mul3 = Ma[2][1] / Ma[1][1]; 
for(i = 0; i < 3; i++) 
{ 
 // 3a equacio - mul3 * 2a equacio 
 Ma[2][i] = Ma[2][i] - mul3 * Ma[1][i]; 
} 
// igual amb el terme independent 
Mb[2] = Mb[2] - mul3 * Mb[1]; 
 
// pas 3: aïllem 
incB = Mb[2] / Ma[2][2]; 
incL = (Mb[1] - Ma[1][2] * incB) / Ma[1][1]; 
incA = (Mb[0] - Ma[0][2] * incB - Ma[0][1] * incL) / Ma[0][0]; 
 
3.2.2.3. Paràmetre χ2 i criteri de λ 
 
Com hem vist anteriorment, en la mateixa iteració del mètode de Levenberg-
Marquardt hem calculat el paràmetre χ2. Ara que hem trobat ∆A, ∆L, ∆B 
calcularem si aquests increments ens ajuden o no a trobar la solució. Calculem 
χ2 aplicant els increments i apliquem el criteri de λ vist anteriorment: 
 
Desenvolupament del codi   17 
// un cop trobats incA i incL, calculem xi2 modificada 
xi2mod = 0; 
for(i = 0; i < N; i++) 
{ 
 op1 = 2*(L + incL) - x[i] - x1; 
 op2 = 2*(L + incL) - x[i] - x2; 
 Videal = (A + incA) * ( 1/(x[i] - x1) + 1/op1 - 1/(x2 - x[i]) - 
1/op2) + B + incB; 
 xi2mod += (V[i] - Videal) * (V[i] - Videal); 
} 
 
// comprovació: què fem amb lambda i amb incA, incL? 
if(xi2mod >= xi2) // empitjora 
{ 
 lambda = 10 * lambda; 
 diff = xi2mod - xi2; 
} 
else if(xi2mod < xi2) // millora 
{ 
 lambda = lambda / 10; 
 A += incA; 
 L += incL; 
B += incB; 
 diff = xi2 - xi2mod; 
} 
 
La variable diff calcula la diferència entre el valor actual de χ2 i el que 
obtindríem si apliquéssim els increments trobats. En el següent apartat veurem 
la utilitat de calcular aquesta diferència. 
 
3.2.2.4. Vista general del codi sencer 
 
Com hem vist en la part teòrica, tot el mètode es repeteix tantes vegades com 
faci falta fins que el valor de χ2 sigui tan petit com per considerar que 
l’aproximació de A, L, B és correcta. En el nostre cas, considerem que per sota 
de χ2 = 0.001 hem trobat la solució. 
 
La variable diff s’empra en casos on, encara que χ2 sigui superior al valor 
mínim desitjat, la diferència entre les dues χ2 consecutives és tan petita com 
per considerar que ja no és possible millorar-ne el valor. Per al nostre cas, la 
diferència és de 0.0001. 
 
do 
{ 
 /*********************************/ 
 /* METODE DE LEVENBERG-MARQUARDT */ 
/*********************************/ 
 
 /*********************************/ 
 /*        METODE DE GAUSS        */ 
/*********************************/ 
 
 /*********************************/ 
 /*       CRITERI DE LAMBDA       */ 
/*********************************/ 
 
 if(j == 100) // si en 100 iteracions no hem sortit ==> divergeix 
 { 
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  div = 1; 
  break; 
 } 
} 
while(xi2 > 0.001 && diff > 0.0001); 
 
// si no divergeix: resultat per pantalla 
if(div == 0) 
{ 
 printf("\n===========\n"); 
 printf("B = %f\n", B); 
 printf("L = %f\n", L); 
 printf("A = %f\n", A); 
 printf("N = %d\n", j); 
} 
// si divergeix, proposem lambda 
else 
{ 
 printf("\nDivergeix.\n"); 
 printf("Prova amb lambda = %f\n", futura_lambda); 
} 
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CAPÍTOL 4. IMPLEMENTACIÓ SOBRE PC 
 
4.1. Proves realitzades 
 
4.1.1. Metodologia 
 
En aquest capítol farem una sèrie de proves per comprovar que el codi que 
hem programat funciona correctament. Prendrem la fórmula inicial amb tres 
paràmetres vista a (3.12) i, a partir d’una sèrie de condicions inicials de x1, x2 i 
uns paràmetres d’interès A, L, B propers als experimentals, generarem una 
taula de valors V(x). 
 
Les dades d’entrada del programa són la posició dels elèctrodes x1, x2, la taula 
de valors V(x) i uns valors inicials Ai, Li, Bi. A partir d’aquestes dades inicials, el 
programa hauria de ser capaç de trobar uns valors de A, L, B ajustats als que 
hem introduït com a reals. 
 
En les successives proves, anirem variant els valors inicials de Ai, Li, Bi per 
observar el comportament del sistema a mesura que ens allunyem dels seus 
valors reals. També començarem usant la nostra taula de valors V(x) suposant 
absència de soroll, i després hi aplicarem un soroll gaussià per tal d’avaluar-ne 
l’efecte. 
 
Finalment el  valor del paràmetre λ serà inicialment zero, i quan el sistema 
divergeixi el programa ens proposarà un valor de λ vàlid que ens permetrà 
trobar una solució, tal i com hem vist en l’apartat 3.2.2.1. del capítol anterior. 
 
4.1.2. Valors inicials 
 
Com hem vist en l’apartat anterior, el primer que hem de fer és crear una sèrie 
de valors inicials propers als que ens podríem trobar experimentalment. Cal 
notar que tots els valors que introduirem s’expressen segons el Sistema 
Internacional. 
 
Prenent un corrent I = 20 mA i una conductivitat σ = 0.2 S/m  i recordant (1.2): 
 
 
320·10 0.015916 ·
2 2 ·0.2 /
I AA V m
S m
−
= = =πσ π    (4.1) 
 
 
D’altra banda prenem un nivell de líquid L = 57 cm = 0.57 m, i una tensió 
d’offset  B = 3 V. A, L, B seran, per tant, els nostres paràmetres d’interès que 
romandran ocults i que el programa haurà d’aproximar. 
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Els elèctrodes estaran situats a x1 = 5 cm = 0.05 m i x2 = 55 cm = 0.55 m. 
Aquestes dues últimes dades les usarem de condicions inicials, i el seu valor 
no canviarà en cap de les proves que farem. 
 
Ara només ens falta construir la nostra taula de valors V(x) a partir dels que ja 
hem definit, usant la fórmula principal vista en (3.12). Obtenim: 
 
 
Taula 4.1. Valors de tensió V (V) en funció de la posició x (m), segons el model 
estudiat 
 
N x V
0 0.10 3.266538
1 0.15 3.100126
2 0.20 3.037704
3 0.25 2.998663
4 0.30 2.965265
5 0.35 2.928667
6 0.40 2.878670
7 0.45 2.791820
8 0.50 2.567195
 
 
4.1.3. Proves sense soroll 
 
El que volem fer és comprovar, en absència de soroll que afecti a l’evolució del 
sistema quan fixem dues de les tres variables d’interès inicials Ai, Li, Bi i variem 
la tercera. Ens interessa veure quantes iteracions necessita el programa fins a 
trobar la solució. 
 
Com que estem suposant que no tenim soroll, les dades de V(x) que usarem 
per a les proves són les de la taula 4.1. En els casos que el sistema divergeixi, 
com hem vist anteriorment el, programa ens proposarà un valor de λ (que no té 
perquè ser l’òptim, és a dir, el que menys iteracions ens suposi). Usarem 
aquesta λ per tornar a executar el programa i obtenir, aquest cop, un resultat 
satisfactori. 
 
4.1.3.1. Variació de la longitud (Li) 
 
Fixem Ai = 0.015916 V·m, Bi = 3 V, i variem la longitud Li entre 55 cm i 60 cm. 
Prenem aquest marge perquè tenim fixat l’elèctrode superior a x2 = 55 cm i 
perquè només tenim un marge de maniobra de 5 cm. Podem veure el resultat 
de les proves a la taula 4.2. 
 
Com veiem, per sobre de 59 cm el sistema requereix l’ús d’una λ diferent de 0. 
Això es deu al comportament no lineal de V(x) respecte a L (veure 3.12) a 
mesura que ens allunyem del valor real de L. Ho podem veure amb la gràfica 
mostrada a la figura 4.1. 
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Taula 4.2. Nombre d’iteracions que triga el programa a trobar la solució, en 
funció del valor inicial de longitud i el paràmetre λ utilitzat. 
 
Li (m) λ Iteracions
0.5500 0 3
0.5525 0 2
0.5550 0 2
0.5575 0 2
0.5600 0 2
0.5625 0 2
0.5650 0 1
0.5675 0 1
0.5700 0 1
0.5725 0 1
0.5750 0 1
0.5775 0 1
0.5800 0 2
0.5825 0 2
0.5850 0 2
0.5875 0 3
0.5900 0 3
0.5925 542 4
0.5950 534 4
0.5975 527 4
0.6000 520 4
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Fig. 4.1 Gràfica corresponent al número d’iteracions que triga el programa a 
trobar la solució, en funció del valor inicial de longitud. 
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Com podem veure a la gràfica de la figura 4.1, el nombre d’iteracions del 
programa és mínim (1) quan ens trobem al voltant del valor real de longitud (57 
cm). A mesura que ens allunyem el nombre d’iteracions augmenta, fins que per 
sobre de 59 cm necessitem utilitzar una λ (de l’ordre de 500) per tal que no 
divergeixi, i en aquesta ocasió el nombre d’iteracions augmenta fins a 4. 
 
4.1.3.2. Variació del paràmetre Ai 
 
En aquesta ocasió ens interessa veure el comportament del sistema quan 
variem el paràmetre A, relacionat amb la conductivitat del medi. Fixem Li = 57 
cm, Bi = 3 V. En aquest cas el rang de dades de Ai es mourà entre una 
centèsima part i cent vegades el valor real de A (0,015916). Això és perquè, 
com hem vist a (1.2), A depèn de la conductivitat del medi σ i aquesta variarà 
habitualment entre 20 S/m (aigua molt salada) i 0,002 S/m (aigua quasi 
destil·lada). Prendrem σ = 0,2 S/m com a conductivitat usada per al valor real. 
Fem les proves de nou i obtenim: 
 
 
Taula 4.3. Nombre d’iteracions que triga el programa a trobar la solució, en 
funció del valor inicial del paràmetre A (Ai) i el paràmetre λ utilitzat. 
 
Ai (V·m) λ Iteracions
0.000159 0 2
0.000796 0 2
0.001591 0 2
0.007958 0 2
0.015916 0 1
0.07958 0 2
0.15916 0 2
0.7958 0 2
1.5916 0 2
 
 
En aquest cas no obtenim cap divergència en el marge de dades que hem usat, 
i per tant no hem hagut d’emprar cap λ. Això és perquè A té un comportament 
lineal respecte V(x) (veure 3.12). Podem veure la seva representació a la 
figura 4.2. 
 
Observem que en aquest cas la gràfica té un comportament estable al voltant 
de tot el rang de A, però en canvi només per a Ai = 0.015916 el programa troba 
el resultat en una sola iteració. 
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0
1
2
0,0002 0,0008 0,0016 0,0080 0,0159 0,7958 0,1592 0,7958 1,5916
 
 
Fig. 4.2 Gràfica corresponent al número d’iteracions que triga el programa a 
trobar la solució, en funció del valor inicial del paràmetre A. 
 
4.1.3.3. Variació de la tensió d’offset (Bi) 
 
Ara ens interessa veure el comportament del sistema si variem la tensió 
d’offset. Fixem Ai = 0.015916 V·m, Li = 0.57. Prenem un rang de valors de B 
entre 1 V i 5 V perquè, sent 3 V el valor nominal de la tensió d’offset utilitzada, 
podem considerar que el seu valor experimental no patirà una variació superior 
a ±2 V.  Les dades obtingudes després de fer les proves es poden veure a la 
taula 4.4. 
 
Tampoc obtenim cap divergència, igualment degut a que B té un comportament 
lineal respecte V(x) (veure 3.12). La gràfica corresponent es pot veure a la 
figura 4.3. 
 
Veiem que en aquest cas també tenim un mínim d’iteracions (1) en el punt que  
més s’acosta al valor real de B (3 V) a més d’altres valors propers. D’altra 
banda, veiem que podem usar un ampli marge de valors per aquesta variable 
(entre 1 V i 5 V) sense que això ens afecti significativament al nombre 
d’iteracions del programa. 
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Taula 4.4. Nombre d’iteracions que triga el programa a trobar la solució, en 
funció del valor inicial de la tensió d’offset B i el paràmetre λ utilitzat. 
 
Bi (V) λ Iteracions
1.00 0 2
1.25 0 2
1.50 0 2
1.75 0 2
2.00 0 2
2.25 0 2
2.50 0 2
2.75 0 2
3.00 0 1
3.25 0 1
3.50 0 1
3.75 0 1
4.00 0 2
4.25 0 2
4.50 0 2
4.75 0 2
5.00 0 2
 
 
0
1
2
1 1,25 1,6 1,75 2 2,25 2,5 2,75 3 3,25 3,5 3,75 4 4,25 4,5 4,75 5
 
 
Fig. 4.3 Gràfica corresponent al número d’iteracions que triga el programa a 
trobar la solució, en funció del valor inicial del la tensió d’offset B. 
 
4.1.3.4. Pitjors casos 
 
Els pitjors casos es donarien quan prenem els valors inicials màxim o mínim de 
cadascuna de les variables d’interès Ai, Li, Bi. Anem a veure els vuit casos 
possibles i els seus resultats. Es mostren a la taula 4.5. 
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Taula 4.5. Nombre d’iteracions que triga el programa a trobar la solució, per a 
totes les combinacions dels pitjors casos de Li, Ai i Bi. 
 
Li (cm) Ai (V·m) Bi (V) λ Iteracions 
55 0.00015916 1 988 18 
55 0.00015916 5 988 16 
55 1.5916 1 0 4 
55 1.5916 5 0 4 
60 0.00015916 1 520 8 
60 0.00015916 5 520 10 
60 1.5916 1 13636 7 
60 1.5916 5 13636 13 
 
 
Veiem que en la majoria de casos hem hagut d’emprar un valor elevat de λ per 
tal que el sistema no divergeixi, i que en el pitjor cas el nombre d’iteracions 
arriba fins a 18. Però el més destacat és que el programa ha estat capaç de 
donar-nos els valors de λ necessaris per a què el sistema trobi una solució en 
qualsevol dels casos, per molt erronis que siguin els valors triats de Ai, Li, Bi. 
 
4.1.4. Proves amb soroll 
 
Per tenir una bona aproximació sobre l’efecte del soroll sobre el nostre sistema 
hem de fer un conjunt de proves en les que V(x) vegi afectat el seu valor. 
Aplicarem soroll que segueix una distribució gaussiana, prenent una mostra de 
deu proves en les quals V(x) patirà variacions amb desviació estàndard de 10 
mV. Els valors de V(x) originals són els que hem vist anteriorment a la taula 
4.1. 
 
En aquesta ocasió farem servir unes condicions inicials de: 
 
Li = 0.58 m, Ai = 0.01 V.m,  Bi = 4 V, λ = 0 
 
Els paràmetres que més ens interessen són el valor final de L, que pel seu 
comportament no lineal és el que té més probabilitats de canviar, i el nombre 
d’iteracions, com a mostra de com el soroll pot fer-ne variar el resultat en les 
mateixes condicions inicials. Fem les proves i mostrem els resultats a la taula 
4.6. 
 
Veiem que el soroll provoca variacions en el valor final obtingut de L, que es 
troben al voltant de 0.57 cm (el valor real de L). Anem a valorar l’abast del 
soroll en les nostres mesures, calculant el promig i la desviació estàndard de L.  
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Taula 4.6. Valor final de la longitud i nombre d’iteracions que triga a trobar la 
solució, per a cadascuna de les proves amb soroll 
 
Prova núm. L (m) Iteracions
1 0,563569 4
2 0,569007 3
3 0,573402 2
4 0,561303 4
5 0,566587 3
6 0,567723 3
7 0,576313 2
8 0,568357 3
9 0,562237 5
10 0,565462 4
 
Mitjançant el programa Excel fem els càlculs de promig i desviació estàndard i 
obtenim: 
 
Promig = 0.567396 m = 56.7396 cm 
Desv. estàndard = 0.00473746 m = 0.473746 cm 
 
Això significa que el 68,2% dels valors afectats pel soroll es trobaran entre 
57.2133 cm i 56.2658 cm. Calculant-ho de forma relativa, podem dir que en 
aquest tram l’error comès és de ±0,8349%. 
 
La conclusió a la que arribem és positiva ja que, tot i tractar-se d’un soroll sobre 
V(x) gens menyspreable, el programa és capaç de trobar una solució amb un 
error comès tolerable. 
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CAPÍTOL 5. IMPLEMENTACIÓ SOBRE 
MICROCONTROLADOR 
 
5.1. Elecció dels components i muntatge 
 
5.1.1. Microcontrolador 
 
El nostre objectiu en aquest projecte és determinar quin nivell de prestacions 
són les mínimes necessàries d’un microcontrolador per a implementar un 
algorisme d’ajust no lineal com el programat en els capítols anteriors. Aquest 
ha de ser capaç de realitzar totes les operacions incloses en el nostre codi, a 
més de tenir prou memòria com per emmagatzemar el codi sencer. 
 
Totes les principals marques especialitzades en microcontroladors (PIC, Atmel, 
Texas Instruments, Philips) tenen famílies similars de dispositius amb 
prestacions i cost creixents, des de les senzilles arquitectures de 8 bits a 
arquitectures més evolucionades. Usarem les famílies PIC de Microchip 
Technology per la seva gran varietat i disponibilitat.  
 
5.1.1.1. Alternatives 
 
Microchip ens ofereix una àmplia gama de microcontroladors PIC, amb 
diferents prestacions i preus. Podem veure un diagrama mostrant les diferents 
famílies de microcontroladors PIC a la figura 5.1. 
 
En principi la gama de microcontroladors PIC de 8 bits ens hauria de valer per 
al nostre propòsit, ja que el programa que hem escrit hauria de tenir cabuda en 
una memòria relativament petita. 
 
Elegim dos microcontroladors d’aquesta gama. De la família del PIC16 triem el 
PIC16F767, i de la família del PIC18 elegim el PIC18F2520. Com que tots dos 
tenen similars prestacions, ens cal veure si tenen prou memòria per encabir el 
nostre codi. Mirant els data sheets de tots dos microcontroladors [4] [5], 
confeccionem la taula 5.1. 
 
 
Taula 5.1. Comparativa de memòria de programa i dades entre el PIC16F767 i 
el PIC18F2520 
 
 Memòria de programa 
(FLASH) 
Memòria de dades 
(RAM) 
PIC16F767 8 KB 368 B 
PIC18F2520 32 KB 1536 B 
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Fig. 5.1 Diagrama de les diferents famílies de microcontroladors PIC [9] 
 
Podem veure que el PIC18F2520 té quatre vegades més memòria (tant FLASH 
com RAM) que el PIC16F767. A priori el primer microcontrolador ens hauria de 
ser útil, però si el programa tingués cabuda en el segon optimitzaríem els 
recursos. El problema és que d’entrada no sabem quanta memòria ocupa el 
nostre programa. 
 
5.1.1.2. Comprovació de memòria i elecció 
 
Per trobar la memòria que ocupa el programa i saber si els microcontroladors 
elegits poden encabir-lo, ens servirem del compilador PIC C, que és el que 
utilitzarem per adaptar el programa a l’entorn PIC, compilar-lo i generar un fitxer 
.HEX que acabarem gravant al microcontrolador. 
 
Creem un projecte de PIC C seleccionant com a microcontrolador destí el 
PIC16F767 i hi copiem el nostre codi. Per bé que encara hem d’afegir noves 
parts al codi per fer-les compatibles amb el circuit sencer, ens cal veure si tot el 
codi que hem escrit fins ara té cabuda o no en el microcontrolador. 
 
Compilem el programa i obtenim un missatge d’error que ens informa que el 
microcontrolador necessita més memòria de programa (ROM). Repetim el 
procés amb el PIC18F2520 i el programa compila perfectament, indicant-nos a 
més que l’espai de memòria ROM ocupat serà del 33%, i d’un 17% per a la 
memòria RAM. Així doncs, ja tenim decidit quin microcontrolador de la marca 
PIC usarem. 
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5.1.2. Muntatge de la placa 
 
Un cop ja tenim elegit el nostre microcontrolador ja podem procedir a muntar 
tots els components sobre una placa Protoboard per tal que pugui executar 
correctament el nostre programa. Necessitem, a grans trets: 
 
- Alimentar el microcontrolador 
- Fer-lo funcionar a una freqüència adequada 
- Proporcionar una sortida a les dades que es calculin 
 
Anem a veure quins components usarem. 
 
5.1.2.1. Regulador de tensió 
 
El nostre microcontrolador funciona a una tensió de 5 V, que podem generar 
amb una font d’alimentació. Ara bé, ens cal assegurar que la tensió 
d’alimentació mai serà superior a aquests 5 V, perquè podríem cremar el 
microcontrolador. 
 
Per fer-ho, usarem un regulador de tensió que, independentment de la tensió 
que tingui a l’entrada, ens proporcioni una sortida no superior a 5 V. Elegim el 
model TS7805, la tensió de sortida del qual està centrada en 5 V i amb una 
tensió màxima de 5.2 V. 
 
5.1.2.2. Circuit de rellotge 
 
El PIC18F2520 necessita d’un circuit de rellotge per poder funcionar, és a dir, 
per poder executar les instruccions del programa pas a pas. Aquest circuit de 
rellotge consisteix en un cristall de quars i dos capacitors. 
 
Elegim un cristall de quars que treballa a 20 MHz, velocitat compatible amb el 
nostre microcontrolador i que a més farà que el temps de resposta del circuit 
sigui menor. 
 
A l’annex 4 es mostren més detalls sobre el circuit de rellotge. 
 
5.1.2.3. Display LCD 
 
Per tal de donar sortida a les dades que calcula el programa, afegirem al circuit 
una pantalla de cristall líquid que ens donarà els detalls dels paràmetres A, L i 
B i el nombre d’iteracions que ha trigat a trobar la solució. Si per contrari el 
sistema  divergeix, el display mostrarà el valor proposat de λ. Usarem el display 
HD44780, de la marca Hitachi. 
 
A l’annex 5 es mostren més detalls sobre el model de display usat i la seva 
configuració. 
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5.1.2.4. Resultat 
 
Un cop ja hem elegit tots els components, ara sí els podem muntar 
convenientment sobre la placa protoboard. 
 
 
 
Fig. 5.2 Fotografia de la placa protoboard amb el circuit muntat 
 
 
Ara ja podem fer les proves per veure si el nostre programa funciona 
correctament gravat al PIC18F2520. 
 
 
5.2. Proves realitzades 
 
5.2.1. Gravació del microcontrolador 
 
Com hem vist anteriorment, utilitzem el programa informàtic PIC C per editar i 
compilar el nostre codi. Hem hagut d’adaptar el codi original que usàvem per a 
Visual C per tal que funcioni correctament al microcontrolador i a més poder-hi 
donar una sortida a través del display de LCD. El detall del codi adaptat sencer 
es pot veure a l’apartat 2 de l’annex. 
 
Una vegada compilat, el PIC C genera un fitxer .HEX que conté el nostre 
programa en un format que el microcontrolador pot entendre. Usarem el kit de 
gravació PICSTART Plus i el programa MPLAB per gravar el nostre programa 
al microcontrolador PIC18F2520. 
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Cal notar que, com que totes les dades d’entrada del programa es troben dins 
del mateix codi, ens caldrà compilar el programa i gravar el microcontrolador 
tantes vegades com proves haguem de fer. 
 
5.2.2. Pitjors casos 
 
El que volem veure essencialment és si el microcontrolador és capaç de donar-
nos exactament els mateixos resultats que hem obtingut en les proves sobre 
Visual C. Una altra dada important és saber quant de temps trigarà el circuit a 
donar una resposta per pantalla, especialment en els casos que el programa ha 
de fer moltes iteracions. 
 
Així doncs, les proves més representatives són les dels pitjors casos, ja que 
ens cal assegurar que també en aquestes condicions el microcontrolador 
respon correctament. A més, hem configurat el microcontrolador perquè, en cas 
de divergència, també ens proposi un possible valor de λ vàlid en aquestes 
condicions. 
 
 
Taula 5.1. Nombre d’iteracions que triga el programa a trobar la solució, per a 
totes les combinacions dels pitjors casos de Li, Ai i Bi. 
 
Li (cm) Ai (V·m) Bi (V) λ Iteracions Temps  (s) 
55 0.00015916 1 988 18 1.35  
55 0.00015916 5 988 16 1.24 
55 1.5916 1 0 4 0.43 
55 1.5916 5 0 4 0.39 
60 0.00015916 1 520 8 0.86 
60 0.00015916 5 520 10 0.94 
60 1.5916 1 13636 7 0.82 
60 1.5916 5 13636 13 1.17 
 
 
Veiem que, efectivament, els resultats obtinguts són els mateixos que els que 
hem trobat anteriorment usant el programa Visual C. Això vol dir que el 
microcontrolador és capaç de fer tots els càlculs de l’algorisme, que són 
essencialment sumes, restes, multiplicacions i divisions. 
 
D’altra banda, veiem que el temps de resposta per iteració és molt curt. Per a 
proves que requereixen poques iteracions, el temps de resposta és inferior a 1 
segon. Com més iteracions hagi de fer el programa més augmenta el temps, 
però cal notar que en el pitjor cas, amb 18 iteracions, el temps de resposta ha 
estat de només 1.35 segons, un retard més que acceptable. 
 
Cal recordar, no obstant, que si obtenim temps de resposta tant curts és 
gràcies a la freqüència a la que treballa el microcontrolador, que com hem dit 
anteriorment és de 20 MHz. 
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CAPÍTOL 6. CONCLUSIONS 
 
6.1. Conclusions 
 
La valoració dels resultats que hem obtingut durant el desenvolupament 
d’aquest treball és satisfactòria, ja que hem complert els objectius que ens 
havíem proposat: 
 
• Hem estat capaços de convertir el mètode de Levenberg-Marquardt en 
un algorisme en C. 
 
• Hem comprovat que el programa resultant és capaç de trobar els nostres 
paràmetres d’interès a partir d’una sèrie de dades d’entrada, de forma 
automàtica i en un temps reduït. 
 
• Hem estat capaços d’adaptar l’algorisme en C i convertir-lo en un codi 
que el nostre microcontrolador sigui capaç d’interpretar. 
 
• Hem comprovat que el circuit controlat pel microcontrolador és capaç de 
fer els mateixos càlculs en un temps igualment reduït i de donar-nos una 
resposta a través d’una pantalla de LCD. 
 
 
6.2. Estudi d’ambientalització 
 
El sistema dissenyat en aquest projecte no té moltes repercussions per al medi 
ambient, tots els components electrònics es poden reciclar un cop s’hagi 
exhaurit la vida útil d’aquests. 
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ANNEXOS 
 
1. Codi en C per a Visual C 
 
#include <stdio.h> 
#include <stdafx.h> 
 
float maxim (float primer, float segon, float tercer) 
{ 
  float maxim; 
 
  if(primer > segon) 
  { 
    maxim = primer; 
  } 
  else 
  { 
    maxim = segon; 
  } 
 
  if(tercer > maxim) 
  { 
    maxim = tercer; 
  } 
 
  return maxim; 
} 
 
void main() 
{ 
  float x1, x2, x[9], V[9]; 
  float Ma[3][3], Mb[3]; 
 
  float L, A, B, incA = 0, incL = 0, incB = 0, lambda; 
  float dVdA, dVdL, Videal; 
  float xi2, xi2mod; 
 
  float op1, op2, mul2 = 0, mul3 = 0, diff, futura_lambda, soroll[9]; 
  int i, j = 0, k = 0, N = 9, div = 0; 
  FILE *fitxer; 
 
  // Valors inicials de A, L, B 
  A = 0.015916; 
  L = 0.57; 
  B = 3; 
  lambda = 0; 
 
  x1 = 0.05; 
  x2 = 0.55; 
 
  // valors d'entrada 
  x[0] = 0.1; x[1] = 0.15; x[2] = 0.20; x[3] = 0.25; x[4] = 0.30; 
  x[5] = 0.35; x[6] = 0.40; x[7] = 0.45; x[8] = 0.50; 
 
  // valors de sortida 
  V[0] = 3.266538; V[1] = 3.100126; V[2] = 3.037704; 
  V[3] = 2.998663; V[4] = 2.965265; V[5] = 2.928667; 
  V[6] = 2.878670; V[7] = 2.791820; V[8] = 2.567195; 
 
  // fitxer amb soroll (si s’utilitza) 
  fopen_s(&fitxer, "soroll.txt", "r"); 
 
  while(!feof(fitxer)) 
  { 
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    fscanf_s(fitxer, "%f", &soroll[k]); 
    k++; 
  } 
  fclose(fitxer); 
 
  // sumem el soroll (si n’hi ha) als valors de sortida 
  for(i = 0; i < N; i++) 
  { 
    V[i] += soroll[i]; 
  } 
 
  do 
  { 
    // inicialitzem a 0 
    Ma[0][0] = 0; Ma[0][1] = 0; Ma[0][2] = 0; 
    Ma[1][0] = 0; Ma[1][1] = 0; Ma[1][2] = 0; 
    Ma[2][0] = 0; Ma[2][1] = 0; Ma[2][2] = 0; 
    Mb[0] = 0; Mb[1] = 0; Mb[2] = 0; 
    xi2 = 0; 
     
    for(i = 0; i < N; i++) 
    { 
      op1 = 2*L - x[i] - x1; 
      op2 = 2*L - x[i] - x2; 
 
      dVdA = 1/(x[i] - x1) + 1/op1 - 1/(x2 - x[i]) - 1/op2; 
      dVdL = A * (2/(op2 * op2) - 2/(op1 * op1)); 
      Videal = A * ( 1/(x[i] - x1) + 1/op1 - 1/(x2 - x[i]) - 1/op2) + 
B; 
      xi2 += (V[i] - Videal) * (V[i] - Videal); 
       
      // a00 = sumatori (dVdA)^2 per a cada x[i] 
      Ma[0][0] += dVdA * dVdA; 
 
      // a01 = a10 = sumatori dVdA * dVdL per a cada x[i] 
      Ma[0][1] += dVdA * dVdL; 
 
      // a02 = a20 = sumatori dVdA per a cada x[i] 
      Ma[0][2] += dVdA; 
 
      // a11 = sumatori (dVdL)^2 per a cada x[i] 
      Ma[1][1] += dVdL * dVdL; 
 
      // a12 = a21 = sumatori dVdL per a cada x[i] 
      Ma[1][2] += dVdL; 
 
      // b0 = sumatori dVdA * (V[i] - Videal) per a cada i 
      Mb[0] += dVdA * (V[i] - Videal); 
 
      // b1 = sumatori dVdL * (V[i] - Videal) per a cada i 
      Mb[1] += dVdL * (V[i] - Videal); 
       
      // b1 = sumatori dVdL * (V[i] - Videal) per a cada i 
      Mb[2] += (V[i] - Videal); 
 
    } 
 
    printf("\nUsem L = %lf\n", L); 
    printf("Usem A = %lf\n", A); 
    printf("Usem B = %lf\n", B); 
    printf("Usem lambda = %lf\n", lambda); 
 
    Ma[0][0] += lambda; 
    Ma[1][0] = Ma[0][1]; 
    Ma[1][1] += lambda; 
    Ma[2][0] = Ma[0][2]; 
    Ma[2][1] = Ma[1][2]; 
    Ma[2][2] = N + lambda; 
 
    // si és la primera iteració 
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    if(j == 0) 
    { 
      futura_lambda = maxim(Ma[0][0], Ma[1][1], Ma[2][2]) / 2; 
    } 
 
     
    /****************** Inici Mètode Gauss ******************/ 
    // pas 1 
    mul2 = Ma[1][0] / Ma[0][0]; 
    mul3 = Ma[2][0] / Ma[0][0]; 
    for(i = 0; i < 3; i++) 
    { 
      // 2a equacio - mul2 * 1a equacio 
      Ma[1][i] = Ma[1][i] - mul2 * Ma[0][i]; 
 
       
      // 3a equacio - mul3 * 1a equacio 
      Ma[2][i] = Ma[2][i] - mul3 * Ma[0][i]; 
    } 
    // igual amb el terme independent 
    Mb[1] = Mb[1] - mul2 * Mb[0]; 
    Mb[2] = Mb[2] - mul3 * Mb[0]; 
 
    // pas 2 
    mul3 = Ma[2][1] / Ma[1][1]; 
    for(i = 0; i < 3; i++) 
    { 
      // 3a equacio - mul3 * 2a equacio 
      Ma[2][i] = Ma[2][i] - mul3 * Ma[1][i]; 
    } 
    // igual amb el terme independent 
    Mb[2] = Mb[2] - mul3 * Mb[1]; 
 
 
    // pas 3: aïllem 
    incB = Mb[2] / Ma[2][2]; 
    incL = (Mb[1] - Ma[1][2] * incB) / Ma[1][1]; 
    incA = (Mb[0] - Ma[0][2] * incB - Ma[0][1] * incL) / Ma[0][0]; 
    /****************** Fi Mètode Gauss ******************/ 
 
    printf("incB = %f\n", incB); 
    printf("incL = %f\n", incL); 
    printf("incA = %f\n", incA); 
    printf("xi2 = %f\n", xi2); 
 
    // un cop trobats incA i incL, calculem xi2 modificada 
    xi2mod = 0; 
    for(i = 0; i < N; i++) 
    { 
      op1 = 2*(L + incL) - x[i] - x1; 
      op2 = 2*(L + incL) - x[i] - x2; 
 
      Videal = (A + incA) * ( 1/(x[i] - x1) + 1/op1 - 1/(x2 - x[i]) - 
1/op2) + B + incB; 
      xi2mod += (V[i] - Videal) * (V[i] - Videal); 
    } 
    printf("xi2mod = %f\n", xi2mod); 
 
    // comprovació: què fem amb lambda i amb incA, incL? 
    if(xi2mod >= xi2) // empitjora 
    { 
      lambda = 10 * lambda; 
      diff = xi2mod - xi2; 
    } 
    else if(xi2mod < xi2) // millora 
    { 
      lambda = lambda / 10; 
      A += incA; 
      L += incL; 
      B += incB; 
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      diff = xi2 - xi2mod; 
    } 
    j++; 
 
    if(j == 100) // si en 100 iteracions no hem sortit ==> divergeix 
    { 
      div = 1; 
      break; 
    } 
  } 
  while(xi2 > 0.001 && diff > 0.0001); 
 
 
  // si no divergeix: resultat per pantalla 
  if(div == 0) 
  { 
    printf("\n===========\n"); 
    printf("B = %f\n", B); 
    printf("L = %f\n", L); 
    printf("A = %f\n", A); 
    printf("N = %d\n", j); 
  } 
  // si divergeix, proposem lambda 
  else 
  { 
    printf("\nDivergeix.\n"); 
    printf("Prova amb lambda = %f\n", futura_lambda); 
  } 
} 
 
2. Codi en C per a PIC C 
 
PROGRAMA.C 
 
#include "programa.h" 
 
float maxim (float primer, float segon, float tercer) 
{ 
   float maxim; 
 
   if(primer > segon) 
   { 
      maxim = primer; 
   } 
   else 
   { 
      maxim = segon; 
   } 
 
   if(tercer > maxim) 
   { 
      maxim = tercer; 
   } 
 
   return maxim; 
} 
 
void comanda(int codi) 
{ 
   output_low(RS); 
   output_b(codi); 
   output_high(E); 
   output_low(E); 
   delay_us(100); 
} 
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void escriu_lletra(char lletra) 
{ 
   output_high(RS); 
   output_b(lletra); // enviem el codi ascii de la lletra 
   output_high(E); 
   output_low(E); 
   delay_us(100); 
} 
 
void inicialitza_display() 
{ 
   set_tris_a(0xF0); // pins 0, 1, 2, 3 de sortida 
   set_tris_b(0x00); // port de sortida 
   set_tris_c(0x00); // port de sortida 
    
   delay_ms(30);    // espera inicial 
 
   comanda(0x30);   // function set (1) 
   delay_ms(5); 
 
   comanda(0x30);   // function set (2) 
   delay_us(100); 
 
   comanda(0x30);   // function set (3) 
   delay_us(100); 
    
   comanda(0x38);   // function set final: 8 bits, 2 linies, 5x10px  
 
   comanda(0x0F);   // display ON 
   delay_ms(5); 
   comanda(0x01);   // display clear 
   delay_ms(5); 
   comanda(0x06);   // entry mode set 
} 
 
void salt_linia() 
{ 
   comanda(0xC0); // enviem a la posició 0x40 (+ 0x80 de l'operacio) 
} 
 
void neteja_display() 
{ 
   comanda(0x01); // netegem display 
   delay_ms(5); 
} 
 
void escriu_paraula(char paraula[]) 
{ 
   int i; 
 
   for(i = 0; i < strlen(paraula); i++) 
   { 
      escriu_lletra(paraula[i]); 
   } 
} 
 
void escriu_port(int numero) 
{ 
   set_tris_a(0xF0); // pins 0, 1, 2, 3 de sortida 
   set_tris_b(0x00); // port de sortida 
   set_tris_c(0x00); // port de sortida 
    
   output_b(numero); // 0110 0101 
} 
 
void main() 
{ 
  float x1, x2, x[9], V[9]; 
  float Ma[3][3], Mb[3]; 
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  float L, A, B, incA = 0, incL = 0, incB = 0, lambda; 
  float dVdA, dVdL, Videal; 
  float xi2, xi2mod; 
 
  float op1, op2, mul2 = 0, mul3 = 0, diff, futura_lambda; 
  int i, j = 0, N = 9, div = 0; 
  char paraula[14]; 
   
   // Valors inicials de A, L, B 
   A = 0.015916; 
   L = 0.57; 
   B = 3; 
   lambda = 0; 
 
   x1 = 0.05; 
   x2 = 0.55; 
 
   // valors d'entrada 
   x[0] = 0.1; x[1] = 0.15; x[2] = 0.20; x[3] = 0.25; x[4] = 0.30; 
   x[5] = 0.35; x[6] = 0.40; x[7] = 0.45; x[8] = 0.50; 
 
   // valors de sortida 
   V[0] = 3.266538; V[1] = 3.100126; V[2] = 3.037704; 
   V[3] = 2.998663; V[4] = 2.965265; V[5] = 2.928667; 
   V[6] = 2.878670; V[7] = 2.791820; V[8] = 2.567195; 
 
   do 
   { 
      // inicialitzem a 0 
      Ma[0][0] = 0; Ma[0][1] = 0; Ma[0][2] = 0; 
      Ma[1][0] = 0; Ma[1][1] = 0; Ma[1][2] = 0; 
      Ma[2][0] = 0; Ma[2][1] = 0; Ma[2][2] = 0; 
      Mb[0] = 0; Mb[1] = 0; Mb[2] = 0; 
      xi2 = 0; 
       
      for(i = 0; i < N; i++) 
      { 
         op1 = 2*L - x[i] - x1; 
         op2 = 2*L - x[i] - x2; 
 
         dVdA = 1/(x[i] - x1) + 1/op1 - 1/(x2 - x[i]) - 1/op2; 
         dVdL = A * (2/(op2 * op2) - 2/(op1 * op1)); 
         Videal = A * ( 1/(x[i] - x1) + 1/op1 - 1/(x2 - x[i]) - 1/op2) 
+ B; 
         xi2 += (V[i] - Videal) * (V[i] - Videal); 
          
         // a00 = sumatori (dVdA)^2 per a cada x[i] 
         Ma[0][0] += dVdA * dVdA; 
 
         // a01 = a10 = sumatori dVdA * dVdL per a cada x[i] 
         Ma[0][1] += dVdA * dVdL; 
 
         // a02 = a20 = sumatori dVdA per a cada x[i] 
         Ma[0][2] += dVdA; 
 
         // a11 = sumatori (dVdL)^2 per a cada x[i] 
         Ma[1][1] += dVdL * dVdL; 
 
         // a12 = a21 = sumatori dVdL per a cada x[i] 
         Ma[1][2] += dVdL; 
 
         // b0 = sumatori dVdA * (V[i] - Videal) per a cada i 
         Mb[0] += dVdA * (V[i] - Videal); 
 
         // b1 = sumatori dVdL * (V[i] - Videal) per a cada i 
         Mb[1] += dVdL * (V[i] - Videal); 
          
         // b1 = sumatori dVdL * (V[i] - Videal) per a cada i 
         Mb[2] += (V[i] - Videal); 
      } 
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      Ma[0][0] += lambda; 
      Ma[1][0] = Ma[0][1]; 
      Ma[1][1] += lambda; 
      Ma[2][0] = Ma[0][2]; 
      Ma[2][1] = Ma[1][2]; 
      Ma[2][2] = N + lambda; 
       
      // si és la primera iteració 
      if(j == 0) 
      { 
         futura_lambda = maxim(Ma[0][0], Ma[1][1], Ma[2][2]) / 2; 
      } 
 
      /****************** Inici Mètode Gauss ******************/ 
      // pas 1 
      mul2 = Ma[1][0] / Ma[0][0]; 
      mul3 = Ma[2][0] / Ma[0][0]; 
      for(i = 0; i < 3; i++) 
      { 
         // 2a equacio - mul2 * 1a equacio 
         Ma[1][i] = Ma[1][i] - mul2 * Ma[0][i]; 
          
         // 3a equacio - mul3 * 1a equacio 
         Ma[2][i] = Ma[2][i] - mul3 * Ma[0][i]; 
      } 
      // igual amb el terme independent 
      Mb[1] = Mb[1] - mul2 * Mb[0]; 
      Mb[2] = Mb[2] - mul3 * Mb[0]; 
 
      // pas 2 
      mul3 = Ma[2][1] / Ma[1][1]; 
      for(i = 0; i < 3; i++) 
      { 
         // 3a equacio - mul3 * 2a equacio 
         Ma[2][i] = Ma[2][i] - mul3 * Ma[1][i]; 
      } 
      // igual amb el terme independent 
      Mb[2] = Mb[2] - mul3 * Mb[1]; 
 
      // aïllem 
      incB = Mb[2] / Ma[2][2]; 
      incL = (Mb[1] - Ma[1][2] * incB) / Ma[1][1]; 
      incA = (Mb[0] - Ma[0][2] * incB - Ma[0][1] * incL) / Ma[0][0]; 
      /******************** Fi Mètode Gauss ********************/ 
 
 
      // un cop trobats incA i incL, calculem xi2 modificada 
      xi2mod = 0; 
      for(i = 0; i < N; i++) 
      { 
         op1 = 2*(L + incL) - x[i] - x1; 
         op2 = 2*(L + incL) - x[i] - x2; 
 
         Videal = (A + incA) * ( 1/(x[i] - x1) + 1/op1 - 1/(x2 - x[i]) 
- 1/op2); 
         Videal = Videal + B + incB; // requereix 2 linies 
         xi2mod += (V[i] - Videal) * (V[i] - Videal); 
      } 
 
      // comprovació: què fem amb lambda i amb incA, incL? 
      if(xi2mod >= xi2) // empitjora 
      { 
         lambda = 10 * lambda; 
         diff = xi2mod - xi2; 
      } 
      else if(xi2mod < xi2) // millora 
      { 
         lambda = lambda / 10; 
         A += incA; 
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         L += incL; 
         B += incB; 
 
         diff = xi2 - xi2mod; 
      } 
      j++; 
       
      if(j == 100) // si en 100 iteracions no hem sortit ==> divergeix 
      { 
         div = 1; 
         break; 
      } 
   } 
   while(xi2 > 0.001 && diff > 0.0001);         
    
   // inicialitzem display 
   inicialitza_display(); 
 
   if(div == 0) 
   { 
     sprintf(paraula, "L=%6.4f ", L); 
     escriu_paraula(paraula); 
     
 
     sprintf(paraula, "B=%6.4f ", B); 
     escriu_paraula(paraula); 
    
     salt_linia(); 
     sprintf(paraula, "A=%6.4f ", A); 
     escriu_paraula(paraula); 
      
     sprintf(paraula, "N=%d", j); 
     escriu_paraula(paraula); 
    
   } 
   else if(div == 1) 
   { 
      sprintf(paraula, "Divergeix, prova"); 
      escriu_paraula(paraula); 
       
      salt_linia(); 
      sprintf(paraula, "lambda = %6.4f", futura_lambda); 
      escriu_paraula(paraula); 
   } 
} 
 
PROGRAMA.H 
 
#include <18F2520.h> 
#include <string.h> 
 
#fuses HS, NOWDT, NOPROTECT, NOLVP 
#use delay(clock=20000000) 
#use rs232(baud=9600, xmit=PIN_C6, rcv=PIN_C7) 
 
#use fast_io(A) 
#use fast_io(B) 
#use fast_io(C) 
 
 
#define RS PIN_A2 
#define E PIN_A0 
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3. Diagrama de pins del PIC18F2520 
 
Un cop elegit el PIC18F2520, anem a veure el seu diagrama de pins de cara al 
posterior muntatge del circuit complet. 
 
 
 
 
Fig. A3.1 Diagrama de pins del PIC18F2520 
 
 
En la següent taula A3.1 expliquem la funció de cadascun dels pins del 
microcontrolador. 
 
 
Taula A3.1. Relació de pins del PIC18F2520 
 
Pin Nom Funció 
1 MCLR negat Reset negat (mantenir a “1” lògic) 
2-7 RA0-RA5 Port A d’Entrada/Sortida (6 bits) 
8 VSS Alimentació negativa (0V) 
9 OSC1 Entrada del circuit de rellotge 
10 OSC2 Sortida del circuit de rellotge 
11-18 RC0-RC7 Port C d’Entrada/Sortida (8 bits) 
19 VSS Alimentació negativa (0V) 
20 VDD Alimentació positiva (5V) 
21-28 RB0-RB7 Port B d’Entrada/Sortida (8 bits) 
 
 
Usarem els ports A, B i C d’entrada i sortida per donar sortida a les dades 
obtingudes pel programa. Més endavant explicarem com. 
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4. Circuit de rellotge 
 
En el data sheet del microcontrolador [4] hi ha un apartat on es detalla el 
muntatge del circuit de rellotge. 
 
 
 
 
Fig. A4.1 Configuració del circuit de rellotge per al PIC18F2520 
 
 
Tal com s’indica a la figura A4.1, el circuit de rellotge consta d’un cristall de 
quars (anotat a la figura com a XTAL) i dos capacitors (anotats com a C1 i C2). 
Es connecten als pins OSC1 i OSC2 del PIC per una banda i a massa de l’altra 
banda. El resistor RS no es requereix per al nostre cas. 
 
Entre els cristalls de quars dels que disposem al laboratori, elegim un que ens 
permet treballar a 20 MHz. Mirant el data sheet del microcontrolador, veiem que 
es tracta d’un cristall de tipus HS (alta velocitat) i que els capacitors adequats 
per a fer-lo funcionar són, tant C1 com C2, de 22 pF. El valor que més s’acosta 
dels que disposem al laboratori és de 15 pF, i per tant són els que usarem. 
 
5. Display LCD 
 
Usarem el model HD44780 d’Hitachi. Tal i com s’indica en el seu data sheet [6], 
es tracta d’una pantalla amb dues línies de 32 caràcters ASCII, cadascun de 
5x10 píxels. Pot ser controlat a través de 4 o 8 bits. Com que el nostre 
microcontrolador disposa de ports de 8 bits, elegirem aquesta segona opció. En 
la següent taula expliquem la funció de cadascun dels pins del display [7]. 
 
 
Taula A5.1. Relació de pins del HD44780 
 
Pin Nom Funció 
1 VSS Alimentació negativa (0V) 
2 VDD Alimentació positiva (5V) 
3 VEE Contrast 
4 RS Selecció de registre (Instrucció / Dades) 
5 R / W negat Lectura / Escriptura 
6 E Enable, habilita cada operació 
7-14 D0-D7 Dades d’entrada (8 bits) 
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En la figura A5.1 podem veure una representació dels pins d’entrada i sortida 
del display HD44780. 
 
 
 
 
Fig. A5.1 Diagrama de pins del HD44780 
 
 
Per controlar el display amb el nostre microcontrolador, connectarem els 8 bits 
del port B del PIC18F2520 a les entrades D0-D7 del HD44780. D’aquesta 
manera, el port B del microcontrolador controlarà les dades que rep el display. 
 
Connectarem 2 bits del port A del PIC18F2520 a les entrades RS i E del 
display, per tal de controlar l’enviament d’instruccions i de dades (RS) i per 
indicar amb un “1” lògic cada cicle d’operació (E). Com que estem sempre 
escrivint i mai llegint al display, l’entrada R / W negat estarà sempre a 0.  
 
 
