Abstract. The transition from classical B [2] to the Event-B language and method [3] has seen the removal of some forms of model structuring and composition, with the intention of reinventing them in future. This work contributes to that reinvention. Inspired by a proposed method for state-based decomposition and refinement [5] of an Event-B model, we propose a familiar parallel event composition (over disjoint state variable lists), and the less familiar event fusion (over intersecting state variable lists). A brief motivation is provided for these and other forms of composition of models, in terms of feature-based modelling. We show that model consistency is preserved under such compositions. More significantly we show that model composition preserves refinement.
Introduction

Historical Context
Early work on the composition of specifications and programs such as [14, 1] indicated the importance of composition as a key mechanism for the scalability of Formal Methods in software development. Various compositional mechanisms were developed for classical B as defined in [2] and elaborated in [22] . These mechanisms -denoted IN-CLUDES, EXTENDS, USES, etc. -are syntactic in nature, and concerned with the visibility or inclusion of the text of one machine by another. A variety of visibility and usage rules and constraints are defined. These mechanisms were designed with the scalability of automated proof obligation (PO) generation and proof at least as much in mind as modelling utility. Perhaps unsurprisingly, they are not very intuitive, are dissimilar to inclusion mechanisms in other languages, and not straightforward to use. Later work [23] revealed further unsuspected modelling limitations in the composition of B machines.
Recently completed EU Framework VI project RODIN 1 saw the definition of the Event-B language [19] and the creation of the rich RODIN toolkit [3] for formal modelling, animation, verification, and proof with Event-B. Project RODIN is succeeded by project DEPLOY 2 which will, driven by industrial deployments, further develop the RODIN toolset and Event-B methods.
The classical B compositional mechanisms have been excised from Event-B to make way for their reinvention in future. The high aspirations of [4] , which demonstrated the modelling power that could be unleashed by implementing the rich generic axiomatic structuring of set theory at the metalanguage (as opposed to object language) level, will be realized to some degree by the schedule for project DEPLOY.
The motivation for model decomposition is to reduce model size and proof complexity; there is the bonus of enabling the distribution of development work. Two methods for decompositional working through refinement are on the DEPLOY schedule. Methodologically, they work similarly: a single, "abstract" model M is developed and decomposed -or abstracted -into component models {N i }. The components are refined to more "concrete" versions {NR i }; these concrete refinements are then recomposed into model MR in a particular way that guarantees that MR refines M.
[ 19, 5] propose the state-based decomposition (called "type A" decomposition, after Abrial) of a model: here the state variables {v j } of M are initially partitioned across the {N i }. The events {e k } follow variables they act on into the {N i }. Provided all events acting on a variable v are located in its component machine N i , that variable is local, or internal to that machine and needs no special treatment. In general at least one variable w is shared between two given component machines that act on it; such a variable is also called external to each. If this is not the case, then we simply have disjoint and unrelated developments.
Of course, the refinement of M by MR only decomposes provided the gluing invariant decomposes conjunctively in the right way. More significantly, [19] 3 shows that external variables must be refined by a common, functional gluing invariant; internal variables are not so constrained. The functional constraint is required by the proof of the construction. The part of the gluing invariant concerning say, external v refined by w, can be written v = h(w), and this equality enables certain existential quantifications to be simplified with the existential one-point rule.
The second proposal is for event-based decomposition (called "type B" decomposition, after Butler) from [11, 15] . Since "Event-B machines have the same semantic structure and refinement definitions as action systems" [Op.cit.] , this is precisely the reverse of the composition proposal of [10] , where it was posed in an action systems [7] setting. Here, an abstract model M is refined in a manner that facilitates the partition of events between component models. The refinement of M to a single model MR decomposes the state variables (by adding new ones), such that MR is expressible as a parallel composition of component models || {NR i } over the partitioned variables. Each event accessing variables in more than one NR i is decomposed into a set of events each accessing only a local variable, that communicate by message-passing. The semantic correspondence of action systems and CSP is used to proved monotonicity of this process w.r.t. refinement.
Both the above proposals elaborate the traditional "top-down" development process; it remains canonical to start from the most general, and concise abstraction, and then to elaborate through refinement. Such top-down approaches are not natuarally receptive to reuse, where one might want to draw on a database of models and model elements, at
