We propose the first multi-client predicate-only encryption scheme capable of efficiently testing the equality of two encrypted vectors. Our construction can be used for the privacy-preserving monitoring of relations among multiple clients. Since both the clients' data and the predicates are encrypted, our system is suitable for situations in which this information is considered sensitive. We prove our construction plaintext and predicate private in the generic bilinear group model using random oracles, and secure under chosenplaintext attack with unbounded corruptions under the symmetric external Diffie-Hellman assumption. Additionally, we provide a proofof-concept implementation that is capable of evaluating one thousand predicates defined over the inputs of ten clients in less than a minute on commodity hardware.
Introduction
Predicate encryption (pe) [KSW08] is a special type of encryption that supports the evaluation of functions on encrypted data. On a conceptual level, in predicate encryption a ciphertext of a message m is associated with a descriptive value x and a decryption key SK f with a predicate f . The decryption of a ciphertext using a key SK f only succeeds if the predicate f (x) evaluates to true. Special-purpose This is the full version of the paper appearing in the procedings of CANS 2017. The final publication is available at Springer via doi: 10.1007/978-3-030-02641-7_7.
variants of this notion include identity-based encryption (ibe) [BF01] , attributebased encryption (abe) [SW05] , and hidden vector encryption (hve) [BW07] . Another variant of pe is predicate-only encryption [KSW08; SSW09] . In predicateonly encryption, ciphertexts do not contain a message m, but merely consist of an encryption of the descriptive value x. In this case, the decryption algorithm returns the outcome of the predicate f evaluated on the predicate subject x, that is, f (x).
The concept of pe can be generalized to functional encryption (fe) [ONe10; BSW11] , in which the decryption of a ciphertext using a key SK f for a (not necessarily predicate) function f does not return the original plaintext m, but the value f (m) instead. More recently, Goldwasser et al. [GGG + 14] formally defined multi-client functional encryption (mc-fe). mc-fe is a type of secret key encryption in which n distinct clients can individually encrypt a message m i using their secret encryption key usk i . Using a decryption key for an n-ary function f , the decryption algorithm takes as input the n ciphertexts of the clients and returns f (m 1 , . . . , m n ). Although fe for generalized functionalities [GGH + 13; GGG + 14] is an active field of research and of great theoretical interest, fe constructions for a restricted family of functions (such as predicates) are often far more efficient than fe schemes for arbitrary polynomially sized circuits. For example, most works in the area of mc-fe for generalized functionalities rely on inefficient primitives such as indistinguishability obfuscation or multilinear maps.
In this work, we propose the first multi-client predicate-only encryption scheme. Our construction can evaluate an n-ary predicate f on the descriptive values x i coming from n distinct clients. The type of predicates that we can evaluate using our construction is restricted to conjunctive equality tests. To put it simply, our multi-client predicate-only encryption (mc-poe) scheme is capable of testing the equality of two encrypted vectors. One of these vectors is determined by the decryption key, while the other vector is composed of ciphertexts from several distinct clients. We also provide an extension to our construction in which the decryption keys may contain wildcard components. A wildcard component in the decryption key indicates that it does not matter what the client corresponding to that vector component encrypts: any value matches the wildcard. An attentive reader familiar with the concept of hve [BW07] will recognize the functional similarity between the two concepts. However, a crucial difference in our construction is that the ciphertext vector is composed of the ciphertexts from multiple clients, instead of being generated by a single party. A further comparison of related work is discussed in Section 1.2.
Our multi-client predicate-only encryption construction uses pairing-based cryptography and satisfies two distinct security notions. The first notion covers both the attribute-hiding [KSW08] (also termed plaintext-privacy [SSW09]) and predicate-privacy [SSW09] properties of predicate encryption. Informally, these properties guarantee that an adversary can neither learn the value x of a ciphertext, nor learn the predicate from a given decryption key. Since we construct a multi-client scheme, we choose to adapt the established mc-fe security requirement [GGG + 14] for our full security notion of multi-client predicate-only encryption. This full security notion protects against an attacker that has oracle access to both the key generation algorithm and the encryption algorithm. In the associated security game, the adversary is additionally allowed to statically corrupt clients. We prove our construction secure in the generic bilinear group model using random oracles. We also propose the (intuitively weaker) chosenplaintext security notion, in which an attacker has only oracle access to the encryption algorithm, but can instead corrupt an unbounded number of clients. We prove our construction secure under this second notion in the standard model using the symmetric external Diffie-Hellman (sxdh) assumption.
Our construction is designed to be simple and fast. We have implemented and analyzed our construction to evaluate whether it is efficient enough to run in practice. In our proof-of-concept implementation, clients can encrypt their values in about 2.6 ms, while decryption keys, depending on the number of vector components, can be created in less than a second. The Test algorithm, used to evaluate the predicate on the multiple inputs, scales linearly in the number of inputs and requires only 0.10 seconds for the comparison of vectors of length 20.
Motivating Use Cases
Privacy-preserving monitoring over encrypted data is one of the main applications for multi-client predicate-only encryption. For example, consider the monitoring of a system comprised of various independent subsystems. We want to raise an alarm when a dangerous combination of events at the various subsystems occurs. By centrally collecting status messages of the individual systems, we can check for such situations. Such a central collection of status messages additionally avoids the need for costly interactions between the various systems. However, if these status messages are considered sensitive, the monitoring cannot be done on the cleartext messages. Multi-client predicate-only encryption overcomes this problem by allowing a monitor to evaluate an n-ary predicate over multiple ciphertexts and raise an alarm when the predicate returns true.
A careful reader might realize that encryption of the status messages is not a sufficient requirement. If the monitor can check arbitrary predicates, it can as well recover the individual plaintext status messages 1 , making its encryption useless. Therefore, we have to require that another party issues the decryption keys to the monitor. Since we can consider the monitor to be a third party, it is unlikely that it is allowed to learn the predicates, making a strong case for the requirement of both plaintext privacy and predicate privacy.
The functionality of our construction is developed with the applications in the critical infrastructure (ci) domain in mind. The benefits of information sharing are widely acknowledged [PCC97] , but stakeholders still very reluctant in sharing their information with other parties [SSF16; DS09; MS02]. We give two concrete use cases.
• Detection of coordinated attacks. While a single failure of a system in a ci may occur occasionally, a sudden failure of multiple systems from distinct ci operators, could be an indication of a large scale cyberattack. By centrally monitoring the "failure"/"running" status messages of the ci operators, a warning can be given to the national computer emergency response team whenever a combination of systems fails, allowing further investigation of the failures. Additionally, instead of sharing just binary messages to indicate whether a system has failed, it is also helpful to share and monitor cyberalert levels. These cyberalert levels from different clients are used to get an improved situational overview [LK15] .
• Monitoring of dependencies among ci operators. There exist many dependencies among various cis [LNK + 09], making it possible for disruptions to easily propagate from one infrastructure to another [CLO + 06]. By timely reporting status messages on supply, a central authority can determine whether supply will meet demand and otherwise instruct parties to prepare their backup resources. Similarly, the sharing of compliance status (e.g., whether they can be met or not) can be used to take the right security measures at another party [LK15] .
Related Work
A multi-input functional encryption (mi-fe) [GGG + 14] scheme is an fe scheme that supports the computation of functions over multiple encrypted inputs. Examples of special-purpose mi-fe include property-preserving encryption [PR12] There are two key differences between the two notions. Firstly, mc-fe requires that the ciphertexts for the function inputs are generated by individual distinct parties, while in mi-fe it is allowed to have only a single encryptor for all the inputs. Secondly, in mc-fe the ciphertexts are associated with a time-step [GGG + 14] or identifier. Such an identifier is used to prevent mix-and-match attacks: decryption only works when all ciphertexts are associated with the same identifier.
Although not recognized as such, several special-purpose mc-fe schemes have already been proposed in literature. Shi et al. [SCR + 11] propose a construction for the privacy-preserving aggregation of time-series data. Their construction allows a central party to compute and learn the sum over encrypted numbers, without learning the individual numbers themselves. Decentralized multi-authority attribute-based encryption (ma-abe) [LW11] can also be considered a form of mc-fe. In ma-abe, several decryption keys, issued by different authorities and associated with an identifier, need to be combined to decrypt a single ciphertext. The similarity becomes apparent once we swap the roles of the ciphertext and decryption keys.
Wildcards have been used in pe before by Abdalla et al.
[ACD + 06] in ibe and by Boneh and Waters [BW07] in hve. These works differ from our work in several aspects. Most importantly, our construction is a multi-client variant instead of single-client. If we would apply a single-client construction in a multi-client setting, we would leak the individual predicate results for each party. Secondly, we achieve both plaintext privacy and predicate privacy, which is known to be impossible to accomplish in the public-key setting [SSW09] ([ACD + 06; BW07] are in the public-key setting). Finally, we look at predicate-only encryption, not at regular pe in which the ciphertexts may also contain an encrypted payload message.
Numerous pe schemes are used for searchable encryption (se) [BHJ + 14]. However, we see no great benefit in applying mc-poe as an se scheme. mc-poe enables us to compute a predicate over multiple inputs from several explicitly chosen clients. In se, this would correspond to a search over documents where the query specifies which keywords have to be set by which parties. This is also the reason why existing multi-writer [BHJ + 14] schemes, do not consider searching over documents using queries which, for example, specify that party p 1 should have added keyword w 1 , while party p 2 should have added keyword w 2 .
Preliminaries
Throughout this paper, we use x R ← S to denote that x is chosen uniformly at random from the finite set S. We denote the ith component of a vector v as v i . For a set of indices I, we write v I for the subvector of v. Instead of consistently using the vector notation, we use set notation when this is more convenient.
Primitives and Assumptions
Our construction uses asymmetric bilinear maps.
Definition 1 (Bilinear Map). Let G 1 , G 2 , and G T be cyclic multiplicative groups of prime order p. The map e : G 1 × G 2 → G T is an asymmetric bilinear map if the following two conditions hold.
• The map is bilinear;
ab .
• The map is non-degenerate; generators g 1 and g 2 are chosen such that the order of the element e(g 1 , g 2 ) ∈ G T equals p, the order of group G T .
More specifically, we use a Type 3 pairing [GPS08] , where no efficiently computable homomorphisms between the groups G 1 and G 2 can be found.
We use the function G(1 κ ) to generate the parameters for a Type 3 bilinear group for the security parameter κ.
Additionally, we use a pseudorandom permutation (prp) over M ⊆ Z p .
Definition 2 (Pseudorandom Function). For key space K and message space M define the function π :
The function π is a pseudorandom permutation (prp) if the output of π is indistinguishable from the output of a permutation chosen uniformly at random from the set of all possible permutations over M.
The security of our construction is based on the decisional Diffie-Hellman (ddh) problem and the symmetric external Diffie-Hellman (sxdh) problem. Assumption 1. The decisional Diffie-Hellman (ddh) assumption states that, given (G, g ∈ G, g a , g b , Z) for uniformly at random chosen a and b, it is hard to distinguish
Assumption 2. Given the bilinear groups G 1 and G 2 , the symmetric external Diffie-Hellman (sxdh) assumption states that the ddh problem in both group G 1 and group G 2 is hard.
Multi-client Predicate-only Encryption
A multi-client predicate-only encryption scheme is a collection of the following four polynomial-time algorithms.
Setup(1 κ , n). This algorithm defines the public parameters pp, a master secret key msk, and the encryption keys usk i for every client 1 ≤ i ≤ n. The algorithm also defines the finite message space M n and the predicate family F, which predicates are efficiently computable on M n .
Encrypt(usk i , id, x i ).
A client i can encrypt a value x i ∈ M using its encryption key usk i and an identifier id. Different clients can use the same identifier, however, each client can only use an identifier at most once. The algorithm returns a ciphertext ct id,i . We usually omit the index id when there is no ambiguity. Furthermore, we introduce the following simplification of notation for a set of ciphertexts associated with the same id: For an ordered set S ⊆ {1, . . . , n} of indices, we write the set of ciphertexts { Encrypt(usk j , id,
. . , n}, we simply write Encrypt(usk, id, x) or ct x .
GenToken(msk, f ). The key generator can create a decryption key, termed token, for predicate f ∈ F using the msk. The algorithm returns the token tk f .
The Test algorithm requires a vector of ciphertexts ct x and a token tk f as input. The algorithm outputs a Boolean value.
Definition 3 (Correctness). A multi-client predicate-only encryption scheme is
. Formally, we require for all n ∈ N, x ∈ M n , and f ∈ F,
is negligible in the security parameter κ, where the probability is taken over the coins of Setup, Encrypt, and GenToken.
Note that we do not impose any restriction on the output of Test if it operates on messages encrypted under different identifiers.
Security
A commonly considered security game for private-key functional encryption is an indistinguishability-based notion under which the adversary may query both the Encrypt and the GenToken oracles [KSW08; SSW09; GGG + 14]. Since our mc-poe is a special case of mc-fe, we start from the security notion from Goldwasser et al. [GGG + 14] . However, they only consider the indistinguishability of plaintexts (plaintext privacy [KSW08; SSW09]) and not of functions (function or predicate privacy [BS15; SSW09]) in their security definition. In the following full security notion, we combine the plaintext-privacy and predicate-privacy notions, similarly to Shen et al. [SSW09] .
Because an evaluation of a predicate on a set of messages reveals some information about the messages in relation to the predicate (and vice versa), we cannot allow the adversary to query for all combinations of messages and predicates. For example, an adversary can distinguish an encryption of message x 0 from an encryption of x 1 if it has a token for a predicate f such that f (x 0 ) = f (x 1 ). Even if we require f (x 0 ) = f (x 1 ) for all predicates f that the adversary queried, a similar situation can still appear. To see this, consider an adversary corrupting client i so that it can encrypt any message m i as ith input. This means that the adversary can also trivially distinguish the two messages if there exists a value m i , such that if it replaces the ith input of x 0 and x 1 by m i (resulting in inputs x 0 and x 1 respectively), the predicate has different outputs, i.e., f (x 0 ) = f (x 1 ). Likewise, we also have to require that the predicates f 0 and f 1 yield the same result on a queried input x, even if the adversary replaces some of the corrupted clients' inputs by another value.
In our security definition, we use the term static corruptions to indicate that the adversary announces the corrupted clients at the beginning of the game and cannot corrupt additional clients during the rest of the game. We let I be the set of indices of the uncorrupted clients and, similarly, indicate the indices of the corrupted clients by the set I. Recall that we use the notation x I to denote the subvector of x containing only the components from the set I. We denote with f (x I , ·) a predicate f with the pre-filled inputs x I .
Definition 4 (Full Security). A multi-client predicate-only encryption scheme is adaptive full secure under static corruptions if every probabilistic polynomial time adversary A has at most a negligible advantage in winning the following game.
Initialization
The adversary A submits a set of indices I to the challenger. We define the complement set I = {1, . . . , n} \ I.
Setup
The challenger runs Setup(1 κ , n) to get the pp, msk, and {usk i } 1≤i≤n . It gives the public parameters pp and corrupted clients' keys { usk i | i ∈ I } to the adversary.
Query 1
The adversary A may query the challenger for ciphertexts or tokens.
• In case of a ciphertext query for (i, id, x i ), the challenger returns ct id,i ← Encrypt(usk i , id, x i ).
• For a token query for f , the challenger returns tk f ← GenToken(msk, f ).
Challenge The challenger picks a random bit b. The adversary can either request a ciphertext challenge or a token challenge.
• In case of a ciphertext challenge, the adversary sends (id * , x * 0,I , x * 1,I ) to the challenger and receives the challenge
• In case of a token challenge, the adversary sends (f * 0 , f * 1 ) to the challenger. The challenger returns the challenge Ch ← GenToken(msk, f * b ).
Query 2
The adversary may query the challenger again, similar to Query 1.
Guess
The adversary outputs its guess b ∈ {0, 1} for the bit b.
We say that adversary A wins the game, if b = b and
• in case of a ciphertext challenge, A did not query for a ciphertext using identifier id * in any of the two query phases, nor query for a predicate f , such that f (x * 0,I , ·) = f (x * 1,I , ·); • in case of a token challenge, A did not query for (i, id, x i ), for uncorrupted clients i ∈ I, such that it can combine these inputs x i for the same id, into a vector x I , where f *
. Note that in the above defined game, in case of a ciphertext challenge, the challenger only returns challenge ciphertexts for the uncorrupted clients. The adversary can still evaluate predicates on the received challenge by generating the ciphertext values for the corrupted clients using their encryption keys.
It is important to realize that the challenger can decide whether the adversary wins the game or not in polynomial time. This is possible because the adversary A can only query for a polynomial number of ciphertexts and tokens. Moreover, the challenger is able to efficiently check if f (x I , ·) = f (x I , ·) as both n and M n are finite and fixed by Setup(1 κ , n).
Definition 5 (Selective Full Security). The definition of a selective full secure under static corruptions multi-client predicate-only encryption scheme is similar to the adaptive full security notion of Definition 4. The difference between the two, is that in selective security game, the challenge request (i.e., either (id
) is announced during Initialization. As explained before, the full security definition actually defines two security notions. We say that an mc-poe scheme is adaptive (selective) plaintext private if no adversary can win the adaptive (selective, respectively) full security game with a ciphertext challenge. Similarly, an mc-poe scheme is adaptive (selective) predicate private if no adversary can win the adaptive (selective, respectively) full security game with a token challenge.
Chosen-Plaintext Security. The definition of full security is very strong as it allows an adversary to query for both ciphertexts and tokens. This is similar to the chosen-ciphertext attack (cca) security notion used in public-key cryptography, where the adversary can query both the encryption and decryption 2 oracle. To accommodate for a different attacker model, we define a chosen-plaintext security notion, where the adversary only has access to the encryption oracle and is asked to distinguish between two ciphertexts. Such a notion is similar to chosen-plaintext attack (cpa) security as defined in public-key cryptography and is also related to the offline security notion of Lewi and Wu [LW16] , in which an attacker has only access to ciphertexts and not to decryption keys. To make our notion stronger, we give the adversary access to all clients' encryption keys (but not to the internal randomness of the clients).
Definition 6 (Chosen-Plaintext Security). A multi-client predicate-only encryption scheme is chosen-plaintext secure under unbounded corruptions if any probabilistic polynomial time algorithm A has at most a negligible advantage in winning the following game.
Setup The challenger runs Setup(1 κ , n) to get the pp, msk, and {usk i } 1≤i≤n . It gives the public parameters pp and all clients' keys {usk i } 1≤i≤n to the adversary. Note that the adversary A can encrypt any message x i for identifier id using the key usk i by computing Encrypt(usk i , id, x i ).
Challenge The adversary sends the challenge request (id * , x * 0 , x * 1 ) to the challenger. The challenger picks a random bit b and returns Encrypt(usk, id * , x * b ) to the adversary.
We say that adversary A wins the game if b = b.
Observe that in this game the adversary is given every client's private key. This security requirement is quite strong and corresponds to a following situation: Even if an attacker compromises a client and steals its encryption keys, it remains hard for the attacker to determine the plaintexts of the ciphertexts created before and after the compromise.
Our Construction
We construct a multi-client predicate-only encryption scheme for the functionality of a conjunctive equality test. To test if n messages x 1 , . . . , x n , encrypted by distinct clients, equal the values y 1 , . . . , y n , we evaluate the predicate
As discussed in Section 1.1, this functionality turns out to be surprisingly useful in the domain of critical infrastructure protection. In this setting, a monitor combines the ciphertexts associated with the same identifier and evaluates all its tokens (corresponding to various predicates) on the ciphertext vector to see if there is a match. If a match is found, the monitor may raise an alarm or take other appropriate actions. A schematic overview of relations among all parties of such a multi-client monitoring system is shown in Figure 1 . We now describe our multi-client predicate-only encryption construction for conjunctive equality tests over multiple clients.
be the parameters for a bilinear group. Choose a pseudorandom permutation π : K × M → M for message space M ⊆ Z p and a cryptographic hash function H : {0, 1} * → G 1 . The bilinear group parameters together with both functions form the public parameters. To generate the keys, select
The master secret key is
The secret encryption key for client i is
Encrypt(usk i , id, x i ). Client i can encrypt its message x i ∈ M for identifier id using usk i and r i R ← Z * p ,
GenToken(msk, y). The token generator can encrypt a vector y ∈ M n using its ui .
Correctness
Correctness follows from the definition of Test. We remark that the output of Test is completely determined by 1≤i≤n π(
= 0. Since the function π is a prp, the probability of Test(tk y , ct x ) = Match(x, y) is negligible.
Security
To get an intuition for the security of our construction, observe that the clients' messages itself are first encrypted using the prp π. By using the output of the prp as an exponent and randomizing it with the value r, we create a probabilistic encryption of the message. The prp's randomized output also prevents malleability attacks. Similarly, the vector components of the vector y are individually encrypted in a similar way. Because part of the clients' keys (i.e., g αi 1 ) and the master secret key (i.e., g αi 2 ) reside in different groups, it is hard for a client to create a token and hard for the token generator to create a ciphertext.
The formal security analysis can be found in Appendix A. We prove our construction selective plaintext private and adaptive predicate private. Additionally, we prove the chosen-plaintext security property of the construction. Plaintext and predicate privacy are proven in the generic group model using random oracles. This combination of models has been successfully applied in other works before [CMZ14; Sma01] . Chosen-plaintext security can be proven in the standard model and under the ddh assumption in group G 1 . We formulate the following two theorems. Both plaintext privacy and predicate privacy are proven secure through a series of hybrid games. In every game hop, a component of the challenge vector (either the ciphertext or token challenge vector) is replaced by a random one. In the final game, once all components are replaced by random elements, no adversary can gain an advantage since it is impossible to distinguish a random vector from another random one.
However, in the selective plaintext-privacy game, not every component of the challenge vector can be replaced by a random component. If a component x * b,i of the challenge vector x * b is deterministic, i.e., the challenge inputs were the same for that component, x * 0,i = x * 1,i = m, the adversary may query for a token to match this single component for the value y i = m. Note that if this component is replaced by a random element, Match will, with overwhelming probability, return false, while it should have returned true. Hence, the deterministic components of the challenge vector have to remain untouched in every game hop. This implies that the number of game hops depends on the challenge inputs, requiring the challenger to know the challenge inputs a priori. This limitation does not appear for predicate privacy, making it possible to prove adaptive security instead.
Extension Allowing Wildcards
Although a construction for the described conjunctive equality matching functionality would suffice, it may be very inefficient when a predicate is defined over a subset of the clients' inputs. For example, suppose the token generator has a predicate for which it actually does not care what client i sends. Now, if we have only conjunctive equality matching, we would need to create a token for every possible message that client i can send. Besides that this will be very inefficient if client i could send many different messages, it would also reveal whenever client i has sent the same values multiple times: whenever a client sends the same value multiple times, the same token will match multiple times as well ! We can extend our construction with the ability to test for the equality of vectors with the additional feature that the predicate vector y can now contain wildcard components. Such a wildcard component matches against any value of the corresponding ciphertext component. This makes the testing functionality similar to the one used in hve [BW07] , however our system combines the ciphertexts from multiple clients. Formally, the clients encrypt their messages from the message space M ⊆ Z p , where the token generator uses the space M * = M ∪ { }. The multi-client predicate-only encryption construction now evaluates the function
To achieve this additional functionality, we have to change the GenToken and Test algorithms, the other algorithms remain unchanged.
GenToken (msk, y).
The token generator can encrypt a predicate vector y ∈ (M * ) n using the master secret key msk. Let S y be the set of indices of the non-wildcard components of the vector y. Choose u i R ← Z * p for i ∈ S y and output 
Test (tk
In this adapted construction, the wildcards are made possible by allowing the token generator to specify which clients need to contribute a ciphertext before one can evaluate the predicate over the subset of clients. This idea is encoded in the token by the value i∈Sy (g γi 2 )
ui and in the ciphertext by the value H(id) γi . The latter also prevents the monitor to combine ciphertext for different identifiers.
The addition of wildcards to the scheme should be mainly considered an efficiency improvement, rather than a security improvement, although the ciphertext security actually slightly improves when one uses wildcards -the wildcard components do not leak any information about the matched ciphertext, as discussed above. However, we point out that this adapted construction is not predicate private. In fact, if wildcards are used in the proposed construction, the token would leak their positions: by looking at a token, it is possible to tell which components encode a wildcard. But, if we accept this fact, yet still want to assure that no other information is leaked, we can define a restricted predicate-privacy game. In this restricted game, we restrict the adversary to only provide challenge inputs with wildcards in the same position, i.e., we require for challenge inputs f * 0 = y * 0 , f * 1 = y * 1 that for all 1 ≤ i ≤ n, y 0,i = ⇐⇒ y 1,i = .
It is trivial to see that changing the GenToken or Test algorithm does not influence the chosen-ciphertext security. In Appendix A we give the security proofs for the construction with wildcards.
Efficiency
Since the Encrypt and GenToken algorithms do not use any expensive pairing operations, they can efficiently run on less powerful hardware. For the Encrypt algorithm it is only needed to compute the prp π and three modular exponentiations. The computational complexity of GenToken depends on the number of non-wildcard components in the predicate. For every non-wildcard component one evaluation of the prp π and three modular exponentiations are needed.
The Test algorithm is the only algorithm that requires pairings. To evaluate a token with n non-wildcard components, 2n + 1 pairing evaluations are needed.
In the next section we discuss a concrete implementation of the construction and evaluate its performance.
Implementation and Evaluation
We have implemented a prototype of our construction with wildcards to get a better understanding of its performance. The implementation 3 uses the PairingBased Cryptography Library 4 that allows one to easily change the underlying curve and its parameters.
Instantiating the Pseudorandom Permutation. Our construction uses a prp π to permute an element in Z p . However, since we use the outcome of the permutation to exponentiate a generator in G 1 and G 2 , we can instead directly map values in Z p to one of these groups respectively. The pseudorandom function (prf) proposed by Naor and Reingold [NR04] exactly achieves this. Their prf maps a message x ∈ M ⊆ {0, . . . ,
, where x[i] ∈ {0, 1} denotes the ith bit of message x. The advantage of using this prf over a prp is that it is relatively simple to compute while it is provably secure under the ddh assumption.
We apply the prf to both the Encrypt and the GenToken algorithms to obtain ciphertexts of the form and tokens of the form
Notice that we use b 0 = α i and b j = β i,j . In addition, observe that it is not necessary to know the value α i to compute a ciphertext or token, as long the value g αi 1 , or g αi 2 respectively, is known.
Performance Measurements. We ran several performance evaluations on a notebook containing an Intel Core i5 CPU, running on Debian GNU/Linux. We chose to evaluate the system using an MNT curve [MNT01] over a 159 bit base field size with embedding degree 6.
As expected from the theoretical performance analysis in Section 4.4, both the GenToken and Test algorithms scale linearly in the number of non-wildcard components used. The GenToken algorithm spends, on average, 19 ms to encrypt a non-wildcard component. To evaluate a token that contains no wildcards using n ciphertexts, takes 4.5n + 10 ms on average. The Setup algorithm scales linearly as well, spending on average 18 ms per client to create their public and private keys. The Encrypt algorithm is the fastest, taking only 2.6 ms for an individual client to encrypt a message x i ∈ {0, . . . , 15}.
In Figure 2 the average computational time is plotted against the number of clients involved in the computation. No wildcards were used in the GenToken and Test algorithms to obtain these timing results, meaning that the algorithms are identical to GenToken and Test, respectively.
Considering an example of the monitoring of several cis, we remark that a typical information-sharing community (e.g., an isac) consists of about 10 parties. So, if every party sends 5 distinct messages for each identifier (e.g., every party has five subsystems to be monitored), we would require a system of about 50 clients. We see that in such a realistically sized system we can evaluate about 250 predicates per minute. Optimizations such as the preprocessing of pairings can increase the number of predicate evaluations per minute.
Conclusion
By designing a special-purpose multi-client functional encryption scheme, it is possible to create a practical privacy-preserving monitoring system. To achieve this, we defined multi-client predicate-only encryption (mc-poe) and corresponding security definitions for the protection of both the messages of the individual clients and the predicates. Our proposed construction for such an mc-poe scheme is capable of conjunctive equality testing over vector components which can include wildcards. The performance evaluation of our implementation shows that the evaluation time of a predicate scales linearly in the number of clients, where a predicate defined over 20 clients can be evaluated in a tenth of a second. Additionally, we see that the encryption algorithm is very lightweight, making it suitable to run on resource-constrained devices.
Future work will include the construction of an mc-poe scheme which will allow for more expressive functionality, while remaining efficient enough to run in practice and keeping the confidentiality of both the messages and the predicates. Additionally, further research is needed to construct an mc-poe scheme that is fully secure in the standard model. 
A Security Proofs

A.1 Selective Plaintext and Adaptive Predicate Security
We prove Theorem 1, stating that the construction without wildcards is secure, by using the following lemma and by proving that the construction with wildcards is selective plaintext private and restricted adaptive predicate private. Recall that the restricted predicate-private game is almost identical to our predicate-private game. However, in the restricted game, we additionally require y * 0,i = ⇐⇒ y * 1,i = for the challenge inputs y * 0 , y * Proof. First, let us look at the selective plaintext privacy. Assume A is a probabilistic polynomial time adversary, having a non-negligible advantage in winning the selective plaintext-privacy game without wildcards. It is clear that A is also an adversary that has an identical, non-negligible, advantage in winning the selective plaintext-privacy game with wildcards (however, it chooses not to use any). This contradicts with the given statement that no such adversary exists.
For the other part, assume that A is a probabilistic polynomial time adversary, making no wildcard queries, and having a non-negligible advantage in winning the predicate-privacy game. Note that A is also an adversary that has an identical, non-negligible, advantage in winning the predicate-privacy game with wildcards (however, it chooses not to use any). Specifically, since A chooses its challenge inputs without wildcards, A also satisfied the extra requirement in the restricted predicate-privacy game.
We now give a proof for both selective plaintext privacy as well as restricted predicate privacy for the construction with wildcards.
Proof (sketch).
We first define the generic group model setting and all oracle interactions, including the oracles for encryption and token generation.
Generic group model. Let φ 1 , φ 2 , φ T be distinct random injective mappings from the domain Z p to {0, 1} κ , where κ > 3 log p. We write
The adversary is given access to an oracle to compute the group actions on G 1 , G 2 , and G T . Additionally, it is given access to an oracle capable of computing a non-degenerate bilinear map e : G 1 × G 2 → G T . Lastly, we also define a random oracle to model the hash function H : {0, 1} → G 1 . Instead of writing φ 1 (x), we write g x 1 . Similarly, we write g x 2 for φ 2 (x) and e(g 1 , g 2 )
x for φ T (x). Hash oracle H. The challenger keeps track of oracle queries it received before by maintaining a table. If it has not received an oracle query for the value id before, it chooses a random value t id ∈ Z p and stores this value in its table. It returns the value g t id 1 to the querier. Game interactions. The adversary's first interaction with the challenger is to receive the group parameters and the secret keys of the corrupted clients.
Setup The challenger chooses
just like in the actual scheme. It also defines the secret keys usk i and master secret key msk according to the scheme.
Corruptions
The adversary submits its choices for the corrupted clients I to the challenger. In the selective plaintext-privacy game, the adversary additionally submits its challenge inputs (id * , x * 0,I , x * 1,I ). The challenger gives the secret keys usk I of the corrupted clients to the adversary.
Queries
The adversary interacts with the challenger by asking the challenger to encrypt a messages or to generate a token for some predicate. To be able to refer to a specific query later on in the proof, we label every query with a query number. Let j represent this query number.
Encrypt The challenger answers valid Encrypt queries for a message x and returns the ciphertext ct
GenToken Token queries for y (j) are answered according to the scheme as well. The challenger chooses u (j) and returns the token tk
to the adversary.
Proof structure. We prove both selective plaintext privacy and restricted adaptive predicate privacy through a series of hybrid games.
For selective plaintext privacy the number of games depends on the number of differentiating components of the challenge inputs -hence the selective game type. Let X denote the set of indices where the components of x * 0 differ from x * 1 , X = { i | x * 0,i = x * 1,i }. Let game k be identical to the original game, except that in the challenge phase now the first k − 1 components of X in the returned challenge vector are chosen at random. Note that game k = 1 is identical to the original game and that in game k = |X| not even an unbounded adversary is able to gain an advantage in winning the game.
For restricted adaptive predicate privacy, we assume w.l.o.g. that y * 0,I = y * 1,I , because if y * 0,I = y * 1,I , the adversary would not be able to gain an advantage in the game since this implies y * 0 = y * 1 . Note that this means that the result of Match with any allowed ciphertext vector will be false. We define game k identical to the original game, except that in the challenge phase now the first k−1 components of the returned challenge vector are chosen at random. Note that game k = 1 is identical to the original game and that in game k = n not even an unbounded adversary is able to gain an advantage in winning the game.
For both the selective plaintext-privacy as well as the restricted adaptive predicate-privacy game, we show that an adversary has at most an advantage of O(q 2 /p) in distinguishing between game k and game k + 1. Furthermore, we use another hybrid game to change to a real-or-random based challenge instead of a left-or-right based challenge. It is not difficult to see that an adversary gaining an advantage in the left-or-right based game, gains an advantage of at least 2 in the real-or-random based game.
Challenges. Since we changed the game to a real-or-random based game, the challenge phase changes slightly. The challenger now chooses a bit b R ← {0, 1} that is used to determine whether to return the encryption of the submitted value or a random one. In case of the selective plaintext-privacy game, the adversary submits a vector x 
where
For a token challenge, it returns the challenge
Indistinguishability. We now show that an adversary has at most a negligible advantage of O(q 2 /p) in distinguishing between game k and game k + 1, i.e., it is unable to distinguish g
As is common in the generic bilinear group model [Sho97] , we consider the challenger keeping record of all group elements the adversary has. It does so by keeping lists P G,l of linear polynomials in Z p for each of the groups G 1 , G 2 , and G T . These polynomials use indeterminates for
i 's, and the u (j)
i 's. To simplify our reasoning, we will only look at polynomials P G T ,l in G T . This is justified as we can transform any polynomial in G 1 or G 2 to a polynomial P G T ,l in G T through an additional query to the pairing oracle.
We can now say that the adversary wins the game if for a random assignment to all the indeterminates, any P G T ,i = P G T ,j evaluates to the same value. We will show that the adversary is not able to query for distinct polynomials P G T ,i , P G T ,j such that, if the challenger plays the "real" experiment and if the indeterminates get assigned with random values, they will evaluate to the same value, except for negligible probability. Then, by the Schwartz lemma [Sch80] and the extended result of Shoup [Sho97] , we can bound this probability of P G T ,i = P G T ,j evaluating to the same value by O(q 2 /p) if at most q group elements are given to the adversary.
In the case of a ciphertext challenge, we first have to bring the challenge response, which is an element of G 1 , to the target group G T . Since the adversary only has (linear combinations of) the elements g 2 , g
and i∈Sy g
in G 2 , it can only bring the challenge to G T by pairing with one of these. Similarly, for token challenges, the adversary can only pair with the elements g 1 , g
The resulting polynomials for these challenge responses are summarized in Table 1 . Since the group elements are represented by uniformly independent values, the adversary can only distinguish between game k and game k + 1 with more than a negligible advantage if it can construct at least one of the polynomials in this table.
Linear combinations. We now argue that the adversary cannot construct any of these challenges by looking at the components it has. We summarize the polynomials the adversary has access to, again by only looking at the elements in the target group G T , in Table 2 . We have to show that no linear combination of the polynomials in Table 2 equals any of the polynomials in Table 1 .
First, we look at the target queries for a ciphertext challenge to prove selective plaintext privacy and restricted adaptive predicate privacy without static corruptions. Later, we will explain that the construction is indistinguishable if we allow for static corruptions as well. Table 1 : Target polynomials in both indistinguishability games.
Ciphertext challenge 
Plaintext privacy. Observe that all polynomials for the ciphertext challenges contain t id (c) γ k . This means that we only have to consider the forth column of Table 2 and the 
i γ i . However, we require t id (j) = t id (c) , but we do not have any of the elements in the fourth column like this: If t id (j) = t id (c) , the adversary has requested an illegal query by using the challenge identifier id (c) in a query phase. Therefore, only the polynomial
i γ i can be used, where the token query for y (j ) does not contain a wildcard in position k. This, in its turn, implies that the target ciphertext challenge has to contain exactly t id (c) u
be an arbitrary queried vector such that y (λ) k = . Now, by looking at Table 1 , we conclude that we are left proving that no linear combination of the polynomials in Table 2 can form either u
k γ k can be constructed using t id (c) i∈S y (λ) \{k} u (λ) i γ i . Now, to cancel this summed term, we look at Table 2 and see that summing u Table 2 we only find u 
it can cancel this most recent introduced term as well. Now, the adversary has constructed the polynomial u (λ) k t id (c) γ k and so it is left to construct either u
k ). We claim that neither is possible.
Looking at Table 2 again, we see that only polynomial u k to hold. However, this implies that Match (x (c) , y (λ) ) = true and such a query for vector y (λ) is not allowed in the real-or-random game. We try to construct the polynomial u
k ) by looking at Table 2 . We find the polynomial u 
(c) k ) + t id (c) γ k again. This reintroduces the original term that we wanted to construct. This means that we always have a term that we cannot cancel out, therefore we conclude that the adversary cannot construct this polynomial either.
Combining all results, we conclude that there is no linear combination and thus that the construction is selective plaintext private without static corruptions.
Restricted adaptive predicate privacy. We now look at the target queries for a token challenge. We can only construct ν k α k π(β k , y k , now if we use this polynomial, we introduce the new term ν k t id (λ) γ k . Looking at Table 2 , we see that the only way to cancel this term is to use t id (λ) i∈S y (c) u k , means that the adversary has to query for a ciphertext x (λ) such that Match (x (λ) , y (c) ) = true. Since this is not allowed in the game, we conclude that no token challenge can be made from a linear combination of the elements the adversary can query for.
Corruptions. We claim that, since we have proven the construction secure without corruptions and since the construction uses distinct, uncorrelated, encryptions keys usk i for every client i, the construction is also secure under static corruptions. To see this, observe that the indistinguishability notion under static corruptions only guarantees indistinguishability of the uncorrupted vector components. This means that we can ignore the corrupted vector components and only require the adversary cannot learn the encryption key of client j if it learned the encryption key of client i.
