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Abstract— Reliability and safety property of any hardware is an 
important parameter. To achieve this and to improve the 
performance bounds of the designed system it is important to 
enhance the efficiency by proper verification techniques. To 
overcome the problems arising due to the software crisis, formal 
methods are used. The use of formal methods in aerospace 
domain is the latest research that is being carried out. Formal 
verification, a part of formal methods is a mathematical 
modelling technique used to verify the hardware systems. 
Technique such as model checking is used to efficiently bridge 
the gap between design and developed stage of the system with 
less errors and more efficiency. In this paper, we propose to use 
NuSMV for verifying the vertical mode functionality of the Mode 
Transition Logic (MTL). MTL is a very critical functionality in 
aircraft. It assists the control of trajectories, weather and 
systems. The NuSMV model checker is used to analyse the 
functional behaviour of the model.  The model is initially 
designed and developed using Mat-lab/Simulink tool suite. The 
semantic translation of the MTL model to NuSMV is done by 
means of specification languages such as CTL and LTL. Test 
cases generated at the Simulink model level are used as a 
reference to test the linear and non-linear properties of the MTL 
vertical model in NuSMV.  These test cases are compared with 
the results obtained using NuSMV analysis. The efficiency is 
defined by earlier fault detection and improving the software 
development life cycle of the system.  
 
Keywords—Model Checking; Autopilot System; Mode Transition 
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I. INTRODUCTION 
Formal methods are techniques used to improve the safety and 
liveness property in any safety-critical system. To prevent the 
system failure caused due to errors that are unnoticed during 
the verification process performed by traditional verification 
techniques, formal methods are used thereby reducing the 
percentage of errors by detecting them in the earlier stages of 
the system development cycle [2]. Formal methods [5] 
implements the use of formal verification that represents all 
the models by means of a mathematical logic and replaces all 
the traditional verification techniques and are mainly 
applicable and efficient to verify large and complex systems. 
Formal methods are mainly developed to be used in mission 
critical and safety critical system where the cost of fault is too 
high. Safety-critical systems [3] are those system who‟s 
malfunctioning or failures may cause catastrophic errors 
leading to serious death or injuries. These systems have more 
freedom to expose to danger.  
Autopilot is a system which belongs to the category 
of safety-critical system. It is a system that is mainly used to 
control the trajectory of the vehicle without the control of a  
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human operator [4]. Autopilots assist the humans in 
controlling the vehicle, focusing on broader aspects of 
operation like monitoring the trajectory, weather etc. Modern 
autopilots use computer software for controlling the aircraft. 
The software reads the current position and later controls a 
flight control system to guide the aircraft. In order to develop 
these systems to an extent that any external or internal 
conditions do not affect the working of the system, 
verification of the model should be properly done. The formal 
verification technique used in this paper is the model checking 
approach used for verifying complex hardware systems before 
they are dispatched for fabrication. NuSMV (New Symbolic 
Model Verifier) [6] is a symbolic model verifier used to 
analyse the verification status of the model under 
consideration i.e. the Mode Transition Logic (MTL) of an 
autopilot system.  
II. LITERATURE SURVEY 
The discussion of formal methods for safety critical systems 
by Liu et al., [3] gave an idea about the challenges faced 
during its implementation process. They mainly concentrated 
on three problems faced. First of all, there was no well-defined 
language or principles to describe the mapping from physical 
environments. Secondly, safety requirements are normally 
expressed in natural language which is not useful for software 
developers because it does not provide a firm support for 
proving whether the system satisfies the required properties. 
And third problem is that the precise relationship between 
safety and functionality of the system is not consistently used 
as a framework for software development for safety critical 
systems in the whole software life cycle. Also from the 
conclusion it says, formal methods can be an effective tool in 
increasing the confidence of the software implementation for 
safety critical systems. 
  As pointed out by Bowen in [11] Formal Methods are 
techniques and tools based on mathematics and formal logic. 
It requires mathematical expertise but in case of safety-critical 
system it is highly desirable to obtain benefits from formal 
methods even in constraints contexts. Use of formal methods 
in system production delivers enhanced quality as well as 
correctness i.e. adherences to some requirements.  
  Yalin Hu [2] pointed out the details of formal 
verification. It says that, formal verification emerged as an 
alternative approach for traditional validation techniques such 
as testing and simulation. Formal verification is an act of 
proving or disproving the correctness of the algorithms lying 
within the hardware systems with respect to formal 
specification or property. Formal verification is a must for 
safety-critical systems to ensure that the system works 
properly under the given conditions, if failed to satisfy will 
cause catastrophic errors in the environment as well.  
  Formal verification [7] methods such as model 
checking are used more as industrial application which goes to 
show the importance and practicality of such methods for real-
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time embedded systems and System-on Chip (SoC) designs. 
For the above reasons, we will thus employ a widely popular 
formal verification method called model checking for the 
verification of safety-critical systems that are formally 
modelled. 
III. PROPOSED METHODOLOGY 
MTL file designed and developed in Matlab/Simulink is 
simulated and test cases are generated for the same with the 
help of which the behavioural analysis of the model can be 
performed. The flowchart for the proposed analysis is as 
shown in Figure 1. As mentioned, the use of formal methods 
in the domain of safety engineering has led to the development 
of latest technologies available for verifying the models to 
note down the efficiency of the approach in aerospace domain. 
Henceforth, model checking is a formal verification approach 
that is been used for analysing the behaviour of these models.  
  The state transition analysis for variable input 
conditions can be shown and these results are compared with 
those obtained by using Matlab/Simulink. The efficiency of 
the tool for the given model can be evaluated based on this 
approach.  
  The specifications are provided to design and verify 
the model. Once the model is simulated, it generates test cases 
to find out detailed analysis of the model in terms of various 
parameters. Using these, state space analysis is done to realise 
the performance of the model. These specifications are 
simultaneously given to the model checking tool NuSMV in 
the form of an input code written with the extension .smv. 
This code is compiled and simulated to generate traces which 
determines the truth or falsity of the program. The model is 
checked for properties using specification languages such as 
Computation Tree Logic (CTL) and Linear Temporal Logic 
(LTL) [11]. Once the property check is finished, the results are 
compared with those obtained from Simulink. If any 
corrections are present then the model undergoes re-
verification and analysis. Else, the efficiency of the model is 
determined. 
 
Fig. 1: Design Flowchart  
IV. UNIQUENESS OF PROPOSED METHODOLOGY 
Mode Transition Logic in autopilot systems gives the entry 
and exit criteria of various modes according to their 
performance bounds. Upon certain conditions and 
requirements it can be changed to other modes. MTL is a 
discrete event based system consisting of states, events and 
outputs. Vertical mode [9] mainly implies that it is 
longitudinal mode which includes Pitch Attitude Hold (PAH) 
controller. The transition depends on the conditions at the 
instant of engagement. The vertical modes of autopilot is as 
shown in Figure 2. 
 
 
Fig. 2: Vertical Modes in Autopilot [4] 
Depending upon the state transition and the 
conditions, the modes in an autopilot system changes. Matrix 
indicating the transitions is as shown in Figure 3. Initially 
when the autopilot system is activated it goes to roll hold i.e. 
Roll Attitude Mode (RAH) for lateral mode and Pitch Attitude 
Hold (PAH) mode. The modes are activated manually or 
automatically depending upon the type of engagement. The 
first column indicates the state events of the mode. Triggering 
of the event gives the state change from one value to another. 
The Figure mainly indicates the total number of transitions 
from one mode to another.  
 
Fig. 3: State Transition Matrix [9] 
This analogy is implemented to undergo verification 
process in the model checking tool NuSMV. NuSMV is a 
symbolic model verifier with the advantages of having Binary 
Decision Diagrams (BDD) based and Propositional 
SATisfiability (SAT) based approach [6] for modelling the 
program. For the given specifications, input file is analysed to 
construct the internal representation of the system. NuSMV 
has the advantage of implementing both synchronous and 
asynchronous system and also for modelling concurrent 
systems. 
Properties are verified by means of property 
specification languages such as CTL and LTL that defines the 
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temporal behaviour of the system. This functional analysis 
helps to explore the system in a thorough fashion. One more 
advantage of using model checking over Matlab is that, all the 
states are analysed simultaneously which is not possible in 
case of Matlab and the simulation can be performed from any 
state of interest. It also cross checks whether the execution 
satisfies the requirement if the transition state satisfies the 
requirement. Dynamic analysis and verification is performed 
in case of NuSMV which is advantageous in a concept that it 
tests and evaluates the model by executing the data in real 
time thereby analysing the model behaviour. This helps in 
finding more bugs and faults in the system in the earlier stages 
of the software life cycle of the product.  The block diagram 
for a model checking approach is shown in Figure 4.  
The requirements for any model is specified in terms 
of a property specification language such as CTL or LTL. Use 
of LTL is the improvement in the newer versions of NuSMV. 
Using these languages, the properties can be verified in the 
model checker. The model requirements are formalised to 
reduce the complexity of the model and are then developed 
using specification languages. Similarly, the system undergoes 
modelling and is then verified with the specifications in the 
other side and both are given to a model checker. This does 
the work of verifying whether the properties holds good for 
the system or not. If it is not satisfied, the errors are identified 
and corrected by generating a counter example to locate the 
position of the errors and are simulated again.  
 
Fig 4: Model Checking Approach [1] 
V. RESULTS AND DISCUSSION 
The vertical autopilot mode developed in Matlab is 
analysed and simulated for the generation of test cases. The 
analysis report is shown in Table 1 where the behavioural 
outcomes such as test conditions, total analysis time, coverage 
area, transition conditions, sub-state analysis etc. are all 
analysed. 
The objectives satisfied by the model is generated as 
a report and is shown in Table 2. Here, the first column 
represents the type of the model and the second column 
represents its description that is taking place at that instance. 
The total time taken for analysing this condition is given in 
column three and the respective test case for this condition is 
mentioned in the last column. This basically provides the 
coverage conditions for the model.  
Based on the event indicated by „e‟ and the condition 
indidcated by „c‟ the transition condition is defined also 
stating if the condition is true or false. This exists for various 
other substates in the model. This description is given in the 
Table 2(a). In this Table the transition between the substates 
within the vertical mode is shown. The substate transition also 
has a condition that if the operation in the previous mode exits 
only then the state has a change to the next state. In the same 
way the test cases are generated to verify if the model 
condition are satisfied accordingly. 
The Test Case 5 generated for this model is shown in 
Table 3. The time taken for the generation of this test case is 
mentioned. The objectives that are satisfied for a given 
condition mentioned in the Model item column can be cross 
verified in the simulink model.  
TABLE 1: Analysis for MTL 
 
TABLE 2: Test and Transition Analysis for Vertical Mode 
Autopilot 
 
TABLE 2(a): Test and Transition Analysis for Vertical Mode 
Autopilot 
 
TABLE 3: Test Cases number 5 for the given condition 
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VI. CONCLUSION 
In this paper, details about the vertical mode in MTL 
of the autopilot system is discussed. The state change 
depending upon the conditions provided by the specification  
The model analysis is done in Matlab and the model 
conditions are verified by generating the test cases for various 
events, states and transitions happening in the MTL model. 
This model is implemented to check the functional and 
temporal behaviour in model checking tool NuSMV. This 
technique is suitable for large models having a complex design 
with more number of transition states. Flexible and robust 
technique for dynamic verification of the model as compared 
to other model checkers. The property check is improved by 
using the specification languages such as LTL and CTL. If the 
specification satisfies the given property or not is verified 
using this approach. 
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