Recently, animations with deforming objects have been frequently used in various computer graphics applications. Metamorphosis (or morphing) of three-dimensional objects is one of the techniques which realizes shape transformation between two or more existing objects. In this paper, we present an efficient framework for metamorphosis between two topologically equivalent, arbitrary meshes with the control of surface correspondences by the user. The basic idea of our method is to partition meshes according to the reference shapes specified by the user, whereby vertex-to-vertex correspondences between the two meshes can be specified. Each of the partitioned meshes is embedded into a polygonal region on the plane with harmonic mapping. Those embedded meshes have the same graph structure as their original meshes. By overlapping those two embedded meshes, we can establish correspondence between them. Based on this correspondence, metamorphosis is achieved by interpolating the corresponding vertices from one mesh to the other. We demonstrate that the minimum control of surface correspondences by the user generates sophisticated results of the interpolation between two meshes.
Introduction
Three-dimensional (3D) metamorphosis (or morphing) that establishes a smooth transition from a source object to a target object, is an active research area in computer graphics. We handle 3D geometric metamorphosis between two objects which are represented as triangular meshes. The primary issue in 3D metamorphosis is to establish surface correspondence between the source and target objects, by which each point on the surface of the source object is mapped to a point on the surface of the target object [16] . Once this correspondence is established, it is possible to generate a smooth transition by interpolating corresponding points from the source to the target positions. To improve the quality of 3D metamorphosis between two triangular meshes, we particularly consider the following two issues:
Metamorphosis of arbitrary meshes In general, the two meshes have different topological structures, that is, vertex/edge/face graph structures. Moreover, meshes may have complicated geometric shapes such as non-convex regions. Surface correspondence between two such different and/or complicated meshes must be established.
Metamorphosis with user control An appropriate method for the user to control surface correspondence is needed. For example, the user may wish to map a bunny's nose onto a tiger's nose. We need a method to incorporate such user-specified surface correspondence with minimum user intervention.
The former issue can be addressed by a recently proposed method based on harmonic mapping by Kanai et al. [15] . In [15] , each of the two meshes, which are topologically equivalent to a disk and have geometrically complicated shapes, is developed into a twodimensional unit circle by harmonic mapping [10] . Surface correspondence between the two meshes is established by combining those two embeddings. However, this method does not consider the latter issue of how to allow the user to control surface correspondence. The purpose of our paper is to develop an effective method for 3D metamorphosis between two arbitrary meshes which are of the same topology. We extend our previously proposed method [15] to achieve user control of surface correspondence.
The rest of our paper is partitioned into the following sections: Section 2 reviews the background of 3D metamorphosis, definitions, problem statements, and related work. Section 3 describes an overview of the method for 3D metamorphosis [15] with minor modifications. Section 4 gives an extended method for 3D metamorphosis including user control of the surface correspondence. Section 5 shows our results, and we discuss from various viewpoints in Section 6. We conclude with suggestions for future work and applications in Section 7.
Background

Problem Statement
In our paper, we deal with 3D metamorphosis between two topologically equivalent, two-manifold, arbitrary meshes, from the source mesh M 1 to the target mesh M 2 . A mesh M refers to a piecewise linear surface which consists of a set of triangular polygons. A mesh consists of two realizations: Topological realization K is a vertex(v)/edge(e)/face( f ) graph structure, and geometric realization V is a set of vertex coordinates V = {v 1 , v 2 , . . . , v n } ∈ R 3 . The mesh can be arbitrary, that is, no special restrictions are imposed on those realizations. We can also handle a mesh with boundaries. A boundary of a mesh ∂M is a closed loop which consists of a set of edges, each of which has only one neighbor face.
Two meshes are said to be topologically equivalent if a continuous, invertible, one-to-one mapping between points on the two meshes exists. Such a mapping is referred to as homeomorphism. A mesh is said to be Euler-valid if its topology obeys Euler's formula:
where n v , n e and n f denote the number of vertices, edges, and faces, respectively. g denotes the genus of a mesh. If two meshes are topologically equivalent, the left-side members of Euler's formula (called Euler's characteristic) for both meshes are equal. In our paper, we assume that g is zero and discuss the extendability to the case for non-zero g in Section 5.
In this paper, 3D metamorphosis is to interpolate two given meshes M 1 and M 2 . Its more precise definition will be given in Section 3.4.
Related Work
Techniques which known as "metamorphosis" or "morphing" were originally referred to as image metamorphosis," or "image morphing." They are popular techniques used for creating a smooth transition between two images by approximately interpolating both color information and geometric shapes (for details, see a survey book [11] ). To establish the metamorphosis between two 3D objects using above image-based techniques, at least two images, one of which displays one object and another displays the other object, are needed. But any time viewing or lighting parameter are changed, all processes of 2D morph must be recomputed.
3D metamorphosis (or morphing), direct geometric interpolation of two 3D objects, is independent of such viewing or lighting parameters. Therefore, it has become an area of active research in recent years (A detailed survey paper is [19] , and also in [11] ). Approaches for establishing 3D metamorphosis are classified into two categories: volumetric approach and mesh-based approach.
Volumetric Metamorphosis
One class of 3D metamorphosis algorithms deals with sampled or volumetric representation of the objects.
Hughes [14] has proposed the transformation of objects into the Fourier domain, and then the interpolation of low frequencies over time while the high frequencies are slowly added in, thus minimizing the object distortion caused by the high-frequency components. Intermediate objects are obtained from the inverse transform of the interpolated results. Cheung et al. [5] have proposed a similar method for use in the simulation of a metal forming process. Wavelet-based approach has been proposed for use instead of Fourier transform by He et al. [13] so as to further improve performance.
Lerios et al. [21] have extended Beier's feature-based image metamorphosis method [2] to volumetric representation. Two objects are translated into volumes, and each corresponding pair of volume values is interpolated according to the primitive shapes, which are defined by the user. Lucas et al. [23] have proposed a very similar method, using a 3D line set directly for the control of interpolation between two volumetric objects.
Cohen-Or et al. [6] have proposed an approach based on DFI (distance field interpolation) method. This approach is divided into two phases: the warp phase and the interpolation phase. In the warp phase, first each object is decomposed into contour level volume sets, then at each level a volume space is deformed so that two sets of feature points, extracted by the user, are coincident with each other. In the interpolation phase, volumes are transformed to a distance field, a linear interpolation between two distance fields deformed in previous phase is established.
These methods can deal with the topological changes in the surface mesh during transformation. It is also possible to apply these methods for meshes if these are transformed to volumes. However, the intermediate shape is represented as a volume, and extraction to isosurface by such means as the marching cube method [22] is required for obtaining meshes. Moreover, these objects may not be homogeneous to their original shapes.
Mesh-Based Metamorphosis
Another class of algorithms deals with polyhedronbased objects. In this class, an approach to the transformation from M 1 to M 2 usually involves two problem steps. The first step is to establish a correspondence from each point of M 1 to a point of M 2 . Using this correspondence, the next step creates a series of intermediate objects by interpolating corresponding points from their original positions on M 1 to the target positions on M 2 . These steps are called correspondence problem and interpolation problem, respectively [16] . Our approach falls in this class and follows these steps. Especially, we primarily discuss the former issue.
Kent et al. [17, 16] offer an algorithm for the metamorphosis of two polyhedral objects topologically equivalent to a sphere (g = 0). First, two objects are mapped onto a sphere and merged by clipping one sphere to another. Then, a new shape which has a combined graph information (vertices, edges, and faces) for the two objects is created. However, the technique described in [17] is applicable only to star-shaped polyhedral objects. It was further extended in [16] to the other types of objects such as tubular (swept or revolutionary) objects which involve objects reconstructed from cylindrical scan-type range images like Cyberware. To establish correspondences over these types of objects, the user must specify a lib along the center of the contour of an object, and must project it to a convex-hull as an intermediate object. In this approach, various types of objects can be treated, but it seems to be a rather troublesome work for the user to specify such a lib so as to establish correspondences especially for geometrically complicated objects.
Parent [26] presents a recursive algorithm which automatically finds a correspondence between the surfaces of two objects of equivalent topologies. This algorithm uses several sheets for covering the whole object. These two objects must have an equal number of sheets. Sheet boundaries must be composed of the edges of the object. Objects of genus g are automatically subdivided into 2(g + 1) sheets. Each sheet is recursively subdivided down to the face level. Vertex-to-vertex interpolations and thus deformations between the two objects are completely established.
Delingette et al. [8] use a simplex mesh, and propose basic mesh operations to alter shape topologies. Thus the method is restricted to this type of mesh. The interpolation is performed using a physically-based deformation approach in concert with a method derived from a data-fitting process. The process, however, seems to be time-consuming.
Decarlo et al. [7] describe another framework for the metamorphosis between two objects with different topologies, for example, the metamorphosis from a sphere to a torus. This method has a similar methodology to our method. To make the surface correspondence between two objects with different topologies, each of two meshes is divided into a set of sub-meshes, according to a set of the user-specified triangular or quadrilateral reference faces, called a control mesh. Metamorphosis between two objects with different topologies is established by associating that each triangular face in one control mesh changes to the corresponding quadrilateral face in the other. One difference between Decarlo's method and ours is that our approach establishes correspondences more easily for the user. For example, there is no restriction about the number of edges of the control mesh. The other difference is a relationship between the subdivision of meshes and the parameterization of each sub-mesh. Decarlo et al.'s method uses Kent et al.'s parametrization [16] which has the limitation for the type of meshes. In our method, the user does not need to care whether each sub-mesh can be parameterized successfully or not. Thus, our method presents more sophisticated approach for the user to establish correspondences.
Recently, Gregory et al. presented a similar approach [12] . Gregory et al.'s paper treats the metamorphosis between two objects with same topological types. First the user specifies a curve net, called a feature net, consists of vertices and edges of the mesh and the mesh is divided into several sub-meshes according to this net. Then surface correspondences between each sub-mesh of two objects are established using area-preserving mapping. Desirable metamorphosis for the user can be generated based on local refinements of a curve net. One difference between Gregory et al.'s method and our method is an approach for 'cutting' the mesh to divide into sub-meshes. Our cutting uses an approximate geodesic curve on the mesh, whereas Gregory et al's uses a shortest path of vertices/edges graph on the mesh. Detailed discussions appear in Section 4.2. The other difference is the parametrization of meshes. We use a harmonic mapping (Section 3.1) for the parameterization, while Gregory et al. propose an alternative parameterization approach called area-preserving mapping. Details are discussed in Section 6.1 and Section 6.2.
Surface Correspondence Problem
In this section, we overview a central part of the construction of the surface correspondence proposed by Kanai et al. [15] . Their basic idea is to construct the surface correspondence by combining two meshes in a common domain. First, we imbed each of the two meshes in a n-gonal region lying on an unit circle in R 2 by harmonic mapping (Section 3. 
Harmonic Mapping
To achieve the surface correspondence between two meshes, we prepare embedding H ⊆ R 2 in the twodimensional unit circle. We map a three-dimensional have the same graph structure of vertices, edges, and faces, and thus have a one-to-one correspondence between their vertices, edges, and faces. It is worth noting that a polyhedron M is usually homeomorphic to the topological sphere or torus of genus n. However, by inserting proper "cuts" to M , we can divide M to a set of F each of which is homeomorphic to the disk. Our approach for cutting meshes is described later in Section 4.2.
To construct this mapping, we adopt a method proposed by Eck et al. [10] . Strictly speaking, Eck et al.'s mapping method is a piecewise linear approximation method for realizing embedding from M to H . Our method for creating an embedding H from F is divided into two steps: (i) boundary mapping g : ∂F → ∂H where ∂F is the boundary of F , and ∂H is the boundary of H . (ii) harmonic mapping h which maps internal vertices of F into H .
At the boundary mapping step, n vertices are chosen from ∂F and positioned to a regular n−gon on the unit circle in R 2 whose center is at the origin. We call these vertices corresponding vertex (CV), as discussed in Section 4.1. The rest of the vertices in ∂F are positioned on the edges of n−gon in the same order, and in such a way that the ratios of the mapped edge lengths in ∂H are equal to those of their original edge lengths in ∂F .
At the harmonic mapping step, the positions of the rest of the vertices are calculated so that a total energy function E is minimized. E can be a sum of the elastic energy of springs placed along the edges of H :
where v i , v j denote 2D positions of the two end vertices of an edge {v
the areas of faces {v
An unique solution that minimizes E can be found by solving a linear system ∇E = 0, where ∇E is the gradient of E over v, because E is a positive quadratic function over v. We order x, y components of v into a 2N dimensional vector V:
where N denotes the number of vertices in H . E is a quadratic function of every component in V, so it can be represented as the quadratic form E = V T HV. Then the gradient of E can be expressed as ∇E = ∂E/∂V. As mentioned above, vertices on the boundary are fixed. To solve a linear system, we first divide a variable vector V into two parts: a free part V h and a fixed part V g ; the constant matrix H is also divided accordingly. Thus, the energy function E is rewritten as follows:
As this energy function is constant for a fixed part, we only have to solve a linear equation for the free parts V h to minimize E:
Note that in H hh a non-diagonal element at the i-th row and j-th column is non-zero only when there exists some edge connecting vertices related to the i-th and j-th column. Since there are fewer edges incident to a vertex than the total number of vertices of H , H hh is a sparse matrix. We use a bi-conjugate gradient method [27] to solve a sparse linear system in Equation (5). Its computation time is approximately O(n). Figure 1 illustrates an example of embedding. An
is topologically equivalent to a disk and has a closed boundary ∂F along its wrist. It has 36 vertices. By boundary mapping g, the three CVs v The result shows that fingers which include concave regions develop into a disk without self-intersections. The computation time for this example is about five seconds on MIPS R4400, 250MHz.
Combining Two Embeddings
We combine two embeddings H 1 and H 2 to generate a combined embedding H c as shown in Figure 2 . H c has a combined graph structure of H 1 tex is split, its edge cycle is generated for intersection edges (Figure 3(a) ) by using links to the four intersecting edges. These links are set to the vertices at STEP1.
In STEP4, faces of H c are created with those vertices, edges, and clockwise edge cycles (Figure 3(b) ).
Faces of H c are created by the following traversal method: We start from some vertex of H c and traverse one of its incident edges. Then we arrive at the other vertex of that edge and choose the next edge connected counter-clockwise by using the edge cycle information. These steps are repeated until we arrive at the start vertex. Consequently, a counter-clockwise vertex loop is identified to generate a face. These faces created by this method may not be triangular faces. Therefore, we finally triangulate those faces. The subdivision is straightforward because the faces are all convex.
Interpolation Mesh
For an interpolation between F 1 and F 2 , it is not enough to create H c . We need a mesh for interpolating between the two meshes. In Figure 4 , 
For each vertex of type (ii), its v F c2 is also obtained from the barycentric coordinates of its corresponding v H c in a similar manner as type (i). v F c1 can be computed in the same way as v F c2 .
Metamorphosis over F c
The major result obtained in the previous subsection is 
An intermediate shape at t is represented by F c with the geometric realization v F c (t).
Surface Correspondence with User Control
In this section, we extend the method for establishing surface correspondence between two meshes M 1 and M 2 discussed in the previous section, so that (minimum) user control of correspondence can be achieved.
Though we can think of many kinds of user control, we focus on control on vertex correspondence. The vertex correspondence is a set of pairs of vertices, one from the source mesh and the other from the target. This pair is named corresponding vertex pair (CVP). CVP constrains so that the source vertex is transferred to the target vertex. It can be regarded as the most primitive control method.
One straightforward way to incorporate such constraints is to add constraint equations to Equation (5 (5), the vertex correspondence could be achieved. Unfortunately, from our experiments, we found that this method does not work well. If we solve Equation (5) with the condition that several internal vertices of H are on the fixed constraint, an undesirable self-intersection usually occurs along fixed vertices.
Instead we would make efforts to avoid those illconditions, we take an another approach. We divide the mesh into several regions named tile and establish surface correspondence per tile. By allocating such corresponding vertices to the boundaries of those tiles, the vertex correspondence can be automatically satisfied.
An overview of our proposed method is shown in Figure 5 . The process consists of user definition process and system calculation process. In the user definition process, the user specifies corresponding vertex (CV) for the control of a desired interpolation. Using CVs, the user also defines partition control mesh (PCM) C 1 and C 2 (Section 4.1). In the system calculation process, each of the two meshes M 1 and M 2 is partitioned by grouping its faces according to C 1 and C 2 to obtainM 1 andM 2 (Section 4.2):
The method discussed in Section 3 is applied to each Figure 10 shows basic elements of this approach. As shown in Figure 10 connecting CVs. By sequentially picking CVs to form a vertex loop, faces of the meshes are defined. The faces are not necessarily triangular. The directions of their vertex loops must be the same as those of faces on the original meshes (in a counter-clockwise direction in our paper). C 1 (C 2 ) is designed so as to be topologically equivalent to its original mesh M 1 (M 2 ). C 1 and C 2 must have the same graph structure, but only 3D coordinates of the vertices can be different. As shown in Figure 10 (c),(f), according to C 1 (C 2 ), the mesh M 1 (M 2 ) is partitioned into tiles. For each face of C 1 (C 2 ), one tile is defined.
Partition Control Mesh
How much control of surface correspondence is necessary depends on the number of CVPs. The minimum number of such CVPs is determined by the parameterization we adopt. For the mesh topologically equivalent to a sphere, at least two faces are needed in a PCM to divide a topological sphere into two topological disks. As the minimum component of such a disk is a triangle, then at least three CVPs are needed per a face of a PCM. If the number of CVPs is only three, the user must define two faces which have same three vertices.
In our current implementation, we put an additional restriction that more than four CVPs are needed to define a tetrahedral PCM because such a definition seems to be useful for the user to understand a PCM intuitively.
Partition of Meshes
According to the topology of partition control meshes C 1 and C 2 , M 1 and M 2 are automatically divided into tiles
The method for partitioning a mesh consists of the following three steps; First, each edge of C is projected onto its original mesh M to generate a path on the mesh so that its two end points are CVs.
Second, each face of M over which those paths cross is subdivided into triangular faces. Finally, a mesh grouping algorithm is applied to gather faces of M as a tile.
Projecting edges of C to M One approach to 'cut' the mesh, that is, to project edges of C onto M , is to use a vertex/edge graph of M and to calculate a shortest path on a graph as described in [12] . However, we found from our experiment that a set of such paths composed by original vertices and edges of M causes some problems. First, it usually occurs that two close paths are overlapped each other. Moreover, it is quite a hard task for the user to specify vertices so as not to overlap. Especially, the finer we create a PCM, the more frequent it occurs.
We regard the projecting edges of C onto M as a calculation of the exact shortest path (it is also called geodesic curve) between two vertices of M . However, in general, finding the shortest path between two vertices on a mesh is a difficult problem [25] . Chen et al. [4] have proposed a method for an exact solution of this problem in O(n 2 ) time. Their method is based on transforming faces of meshes onto a plane. As 3D rotations are used, numerical errors for the paths or geometric structures can occur. Instead, we use a method for calculating an approximate shortest path between two vertices [18] • v a and v b are on the different edges.
• v a and v b are on the same edge and adjacent.
Approximate shortest paths are calculated based on a graph which is composed of vertices and edges of M and intermediate vertices and edges using Dijkstra's algorithm [1] . The computation time for this method is approximately O(n log n). This method does not compute the shortest path exactly, but the difference is too small to recognize visually. Moreover, compare to Chen et al.'s method that calculates real paths, this method is not only fast but reduces the accumulation of numerical errors caused from frequent 3D rotation computations. Figure 10 It is applicable for all approaches (ours is also included) that 'cutting' of the mesh based on calculating shortest paths do not always hold good for all situations. For example, extremely speaking, it is clear that the number of shortest paths between a north pole and a south pole of a sphere is infinite. It can occur that a path far from desirable one for the user is generated, if the geodesic distance between user-selected two vertices of a mesh is long. In our implementation, if an undesirable path is generated, such inconveniences are avoided by specifying more CVPs along failure paths so that shorter distance paths are recomputed.
Subdivision of Faces in M
The faces which are determined to be crossed by these shortest paths are then subdivided into triangular faces (Figure 6(a) ). Such faces can be classified into three subdivision patterns as shown in Figure 6 (b). Subdivision is needed for the case (ii) and (iii). Subdivided faces are not always triangular faces, and those faces are triangulated. The triangulation is trivial because those faces are planar convex quadrilaterals. The above process is repeated for each of the edges of C . At each repetition, the intermediate edges of those subdivided faces are updated. After the process is finished, the intermediate edges and vertices which do not contribute to the paths are removed. 
Mesh grouping algorithm
After inserting all the shortest paths according to the partition control mesh and subdividing/triangulating faces, we define the tiles bounded by some number of shortest paths. A tile is a set of continuous faces and is thus obtained by grouping faces. Here we describe our mesh grouping algorithm. Before applying the mesh grouping algorithm, we have to prepare some data structures. We represent a mesh M with a half-edge data structure [24] (Figure   7(a) ). In addition to this structure, we also define a data structure for edges of the shortest path, we call them path edges, as shown in Figure 7 (b). We define edge direction as the direction from a start vertex to an end vertex. It also has two links to left_halfedge and to right_halfedge based on this direction. In addition, we define a link from a path edge to each corresponding half-edge. As shown in Figure 7 (c), a shortest path is generated for an edge of C . And for a face of C we can think of a loop of edges which turns around a tile in a counter-clockwise direction. Referring to these edge directions, the directions of the shortest paths can be determined. And we set a direction for each path edge to the same direction as the direction of the path. Then, the left half-edges of those path edges are subject to grouping. Figure 8 shows a pseudo-code of our mesh grouping algorithm GroupingMesh. This algorithm can partition faces into tiles and put a certain identifier id to the faces in the same tile.
In GroupingMesh, the search of grouping faces begins from the left face of a path edge in a tile. For this face, recursive function GroupingFace is executed. GroupingFace traces the half-edges of a face. GroupingFace is recursively executed to a face which the mate of a half-edge has. The traced face is marked id.
This algorithm totally traces all faces in H once. At the worst case, all half-edges of each face are traced. However, the number of half-edges in a face is always three because a face is a triangle. It is quite smaller than the number of faces of a mesh in general. Thus, the execution time of this greedy-like algorithm is approximately O(n).
In practice, the partitioning of M 1 and M 2 is performed separately. The faces of M 1 and M 2 which have the same id are stored as a tile F 1 id and F 2 id respectively. Vertices and edges which consist of faces of a tile are also stored together. Vertices which consist of CVP and path edges belong to more than two tiles.
Generating a Partial Interpolation Mesh
For each pair of tiles F 1 j and F 2 j of partitioned mesĥ M 1 andM 2 , we apply our method described in Section 3 ( Figure 9) . First, embeddings H 1 j and H 2 j are created by developing F 1 j and F 2 j into the 2D unit circle, respectively. ∂F 1 j and ∂F 2 j are mapped onto the edges of the n−gonal region on the unit circle. CVs in ∂F 1 j and ∂F 2 j are mapped into the same vertices of the n−gon. In Figure 9 , CVs on the meshes are mapped to the vertices on the embeddings. Next, those two embed- 
Surface Correspondence for Meshes with Boundaries
The method proposed in our paper is applicable to the mesh M which has closed boundaries ∂M provided that we shall define proper CVPs, partition control meshes, and shortest paths. The user must create more than three CVs on a closed boundary and also create an edge loop of C using those vertices along the boundary. Moreover, when the edges of C , both of whose end vertices are composed of CVs on a closed boundary, are projected to M , these paths are composed of part of the boundary edges. To create those paths, we don't need to use the method described in Section 4.2. We simply search the boundary edges of M to create such paths.
Results
We have implemented a prototype system on a graphics workstation SGI Indigo 2 High Impact (MIPS R4400 Table 1 : Statistics for 3D metamorphosis examples. T s , T h , and T c denote the calculation of shortest paths, of embeddings, and of combining two embeddings, respectively. All of the time data were collected on MIPS R4400, 250MHz.
250MHz CPU, 128MB memory). We have examined several different examples using our proposed method for 3D metamorphosis. Table 1 summarizes the number of vertices, faces, and three computation times for those examples. First, we used two different controls of 3D metamorphosis between the "bunny's head" model and "tiger's head" model, as shown in Figure 10 (a). These two meshes are topologically equivalent to a sphere. Figure  10(a)-(c) shows an example of the control with only 5 CVPs and a partition control mesh which has 6 faces. Figure 12(a) illustrates the results where in the middle of an interpolation, the tiger's left ear is grown in the middle of the bunny's ear! An insufficient control causes such a poor result. Figure 10(d)-(f) show an example of finer control using 16 CVPs and a partition control mesh of 24 faces. To interpolate between the bunny's ear and the tiger's ear, 4 CVPs are specified around the base of both ears. Figure 12(b) illustrates the results where a more sophisticated control of the interpolation is achieved.
Next, we examined a 3D metamorphosis between two car bodies, from the "Delorean" model to the "Porsche 911 Carrera" model, as shown in Figure 11 (a). These two meshes are topologically equivalent to a disk. Figure 11(b) shows an example of the control with 40 CVPs and a partition control mesh of 29 faces. Figure  13(a) illustrates the result of the metamorphosis. The tires are not included in the interpolation objects, being translated and scaled by offline editing. Figure 13(b)-(c) show a magnification of the results of the metamorphosis of the right headlight and the right door-mirror. For an interpolation of both headlights, 4 CVs are specified at the rims of the shapes. Figure 13(b) shows that the metamorphosis between different shapes is successfully interpolated. For the interpolation between the doormirror and the flat shape, 4 CVs are specified at the root of the door-mirror and at the corners of a rectangular area of the other flat shape. Figure 13(c) shows that the door-mirror grows from a flat shape.
For testing the robustness of our approach, we examined a metamorphosis between two large meshes. Figure 14 (a) shows "star" model and "pai" (a karate fighter) model. Both models are topologically equivalent to a sphere, and have over 10,000 polygons. "star" model is created by 3D modeler, "pai" model is reconstructed from range images scanned by 3D digitizer. Above three examples are for the case where the genus of a mesh equals to zero (g = 0), that is, topologically equivalent to a sphere (which may include boundaries). But it is also possible to show the result of the metamorphosis between the "torus" model and the "bottle" model. The genus of these two models equals to 1 (g = 1). We defined a partition control void GroupingMesh (Mesh M , Id id) { e = one of path edges of group id; f = e.le f t_hal f edge. f ace; mesh which has 17 CVPs and 18 faces. In addition to the homeomorphism condition, those two models must be "tamely homeomorphic" [3] . M 1 is tamely homeomorphic to M 2 if there is a homeomorphism of E 3 onto itself that carries M 1 onto M 2 . This condition is related to "knots" of the mesh. Moreover we have to define proper partition control meshes. Although we can not at this moment demonstrate the complete condition of the proper partition control meshes for transforming g = 0 objects, we can say, at least from Figure 15 , that the partition control mesh must cover "holes" of the object.
Discussions
Robustness
One part of our approach that the robustness should be considered is the generation of embeddings (Section 3.1). As described in [10] , the parameterization based on Harmonic Mapping for generating embeddings does not occasionally work well if the number of faces are large. In our implementation, the number of faces to be computed for the parameterization is much smaller than that of the original mesh, because it is partitioned to a set of tiles by a PCM. In Figure 14 , the average number of faces in each tile is approximately 1,000, the maximum is less than 3,000. In the actual calculation, that is, 29 × 2 = 58 times computation for generating embeddings, a self-intersection occurs at only a tile which has the largest number of faces. In our current approach, if such a self-intersection occurs, it is checked before proceeding the next step, and is avoided by recomputing an embedding with that κ i, j in Equation (2) is set to be uniform constant. It produces a good result as described in [10] 1 . The other geometric algorithm in our method that the robustness should be taken care of is the combination of two embeddings (Section 3.2). Kent et al. [16] point out that for large meshes small numerical inaccuracies in the geometric computations such as line-to-line intersections cause the failure of the construction of the combined embedding. Our algorithm described in Section 3.2 only need to judge an intersection between two edges in the 2D unit circle (STEP1) essential for the combined embedding construction, while Kent et al.'s construction algorithm needs to judge intersections between two arcs. We think that it is also possible to apply an exact-arithmetic approach such as [29] . But even in our implementation for combining embeddings using double floating point calculations, such numerical inconsistencies do not occur for all of our examples.
Quality
Seen from the view of the correspondence, we can divide the main component of our method which have significant influences on the quality of the metamorphosis into two different levels; one is user-specified vertex correspondence level, and the other is the surface correspondence level which is largely dependent on the parameterization.
In the vertex correspondence level, the quality of correspondences can be improved by adding CVPs, or by rearranging CVs on the mesh suitably. It can be noted from our experiment that a rough correspondence between each feature part of two original meshes can be established by specifying only several (three to four) vertices along the boundary of such a feature part (the base of the ear, the shoulder joint, etc.). If the user wishes more sophisticated correspondences, additional CVPs should be added in the internal region of a feature part (the top of the ear, an elbow joint, the wrist, etc.), or along the boundary of a feature part. However, it is also noted that too many CVPs densely specified in a certain region do not improve the quality in the least, but only require an extra time-consuming work. Moreover, it seems that a larger number of CVPs are not always needed for a larger number of faces in its original mesh, if anything, that the number of features in one mesh mainly determines the number of CVPs. The more complicated shapes, the larger number of CVPs is needed to establish a high-quality correspondence.
Our current strategy of the PCM creation is as follows; first, the user creates a rough PCM as small number of faces as possible. Next, a metamorphosis result by a current PCM is displayed. CVPs are added along a part of a PCM which causes a visually poor interpolation, and reconstruct a part of a PCM along added CVPs. These operations are repeated until the user can achieve a satisfactory result.
In the surface correspondence level, the parameterization based on Harmonic Mapping has the property that minimizes the metric distortion of a triangle or preserves the aspect ratio of a triangle, but that does not preserve the area. Because of this, it can occur that a large number of triangles are crowded at a narrow region (for example fingers in Figure 1 ). We recognize that his property causes an bad effect that the surface correspondence of a tile is tends to be unbalanced within a paticular region (Gregory et al. propose an alternative parameterization approach called areapreserving mapping [12] ). In our method, such an unbalance of the parameterization can be avoided by specifying additional CVPs into the corresponding region. For the shape in Figure 1 , not only specifying CVPs onto the base of a finger, but to specify onto a second joint, or onto the top, are the better way to establish an uniformly sampling surface correspondence.
Performances
For the user, the performance of specifying CVPs or of creating a PCM largely depends on that of the graphics display and thus on the number of faces in the original mesh. the specification of CVPs itself is not quite hard task because all the user must work is to pick vertices on the mesh. Moreover, the user sequentially picks CVPs to create a PCM with looking at the original mesh, the creation of a PCM is not either a hard task. The user only need to create a PCM for one of two original meshes, because a vertex of a PCM (CVP) is corresponded to each vertex of two meshes. In our experiment with the prototype system, it takes about several minutes to create a PCM in Figure 10 From the user's point of view, there are two issues which should be taken into consideration whether our approach for creating a PCM is a really useful approach for the user or not.
First, it maybe seem to be a rather cumbersome work that the user must specify not only CVPs but a PCM at the same time. We think, however, that it is case by case whether this work needs. As described in Section 4.1, the creation of a PCM plays an important role for the grouping of meshes used in the surface correspondence. In the case that the user wants to establish the surface correspondence between a feature region of one mesh to a region of the other, the creation of a face in PCM is equivalent to a clear specification of the surface correspondence between two (rough) regions of the feature. We also think that it is a natural and an important process for the user to understand the surface correspondence intuitively. If such a clear specification as a region unit is not needed, a method for creating such a region automatically from a curve net proposed by Gregory et al. [12] seems to be useful for reducing tasks of the user.
Second, it maybe seem to be a difficult task to select vertices on each mesh so that two sets of sub-meshes divided by a PCM are topologically equivalent. One can say that the more CVPs are, the clearer this difficulty appears. Even if it was so, such a difficulty could be improved to some extents by specifying a certain constraint in our strategy for creating a PCM. In our strategy described in Section 6.2, once a rough (a little CVPs) PCM is created, a constraint can be added for selecting a vertex of M in the next addition of CVPs as follows; when a vertex on a sub-mesh in one mesh is selected, a corresponding vertex selected by the user must be on a corresponding sub-mesh in the other mesh. For the user, this constraint can be a guideline to select a vertex easily for creating a CVP. On the other hand, the process to create a rough PCM is a burden for the user, while an invention, for example a rough PCM begins at a tetrahedral, could be a help. This issue is one of future works.
Conclusions and Future Work
We have introduced an efficient framework for making 3D metamorphosis with user control of correspondences, and have presented an algorithm for partitioning arbitrary meshes in order to utilize our method for establishing surface correspondences based on harmonic mapping. We have demonstrated a 3D metamorphosis between two topologically equivalent arbitrary meshes which include geometrically complicated shapes. We believe that the following future works is essential for improving the quality of these metamorphoses.
In our method, the number of faces of M c becomes very large. Therefore, it is slow in displaying animation during metamorphosis. To establish real-time animation of metamorphosis, a method for decreasing the number of faces without losing the surface features of the original objects is needed.
We have primarily discussed the correspondence problem, but we have not spent much time on the interpolation problem. We noticed that our linear interpolation method can cause some problems (self intersection, shape distortion, etc.). Some approaches address this problem ( [28] for 2D polygon cases, [30] for 3D polyhedral polygon cases). Unfortunately, these are useful only for cases where two models have quite similar shapes. We hope to find an interpolation algorithm that can work well with our correspondence algorithm. We also think that it is quite difficult to avoid selfintersections during the animation in any case. However, it seems to be possible to reduce or make them unremarkable.
In this paper, we partition the mesh into tiles and apply the interpolation uniformly to all the tiles. We are now extending the mesh to make non-uniform interpolation by which each tile is interpolated individually. This gives us more flexibility for deforming object's shapes. 
