Functional models are representations of the energy, material and signal transformations that occur through the expected or normal operating condition of a product. As the complexity of products increases, there are often multiple dimensions to their operation in addition to their nominal operating state, e.g., crash protection systems in a car or laser leveling and stud finding combined in a single tool. Here system state is used to represent the different operational dimensions of a product, and a representation scheme that allows designers to fully explore system functionality of products with multiple system states is explored. Previous work in process and functional analysis is integrated to better represent complex systems with multi-dimensional system functionality. Process and functional modeling are integrated to produce a new function design framework supporting user-defined fidelity of hierarchical models for functional representation.
INTRODUCTION
In design, models are an abstract representation of an artifact or system. This is true at all stages of design, but particularly during preliminary design phases. Functional modeling applied during preliminary design provides flexible models aiding numerous design activities with a focus "on what has to be achieved by a new concept or redesign and not how it is to be achieved" [1] . Generating a functional model based on what a product must do instead of how it will be done provides many benefits including explicit identification of customer needs, comprehensive understanding of the design problem, enhanced creativity through abstraction, innovative concept generation focused on answering what will be done, and structured organization that can be applied to both the design problem and the design team [1, 2] .
Functional models can also be tailored to the design problem to fit designer needs. According to Ulrich, "There is no single correct way of creating a function diagram and no single correct functional decomposition of a product" [3] . Further, Pahl and Beitz state that "the aims of breaking down complex functions are to: (1) determine subfunctions that facilitate the subsequent search for solutions and (2) combine these subfunctions into a simple and unambiguous function structure" [4] . By those guidelines, a designer can perform a functional decomposition to represent whatever system aspects are in question in whatever manner best answers those questions.
Though not constrained by any methodological statements, functional decompositions tend to capture a single nominal operational condition of a product. In general, we refer to this as a system state. For relatively simple system architectures, this may be suitable; however, as architectures increase in complexity, so too does the complexity of the functional model required to answer the designer's questions.
To address this concern, the Function Design Framework (FDF) is proposed. FDF allows designers to capture both the processes describing the cradle to grave life of a product and the functionality that describes the product's operation within a unified framework. Functional models of the system (also referred to as function structures in other work) and process models of situations are generated hierarchically to capture subsystems and sub-processes, thus allowing the designer to focus on desired levels of fidelity without the burden of navigating a complex single-level model. The integration of functional and process modeling techniques provides depth and breadth to models that are both hierarchical and layered, which allows the level of fidelity of the models (in either the process or functional domain) to be set by the designer.
This paper proposes the unified functional and process modeling framework FDF for complex systems modeling. First, a survey of related work is provided covering both functional and process modeling techniques. Second, FDF is discussed in detail and a four-step methodology is provided as guidelines for model development. Third, an automotive example is provided, and finally, conclusions and future work are presented.
RELATED WORK
The proposed functional modeling framework, FDF, is meant to merge process modeling and traditional functional modeling within a unified framework that enables the representation of complex system functionality through all the events that a system will potentially experience during its usage. The literature review covers the origins of functional modeling in product design and modeling techniques designed to capture expected product use, often called process or activity models or diagrams.
Modeling Background
The evolution of modern functional modeling techniques began with the proposal of using verb-noun pairs to describe product functionality for value analysis by Miles [5] and Rodenacker [6] . Miles developed a functional representation on the basis that a product's usefulness stems from its functionality. Rodenacker used models of transformations of energy, material and information flows to describe a product's functionality and defines functions for conceptual design based on value analysis [6] , which is built upon further by functions proposed by Roth [7] . Koller then proposes the use of twelve basic functions [8] , which are refined by Hundal's proposed set of function and flow classes in [9] . This work, however, excluded information flows. The work of Little et al. includes information flows within a functional basis set [10] . Standardized sets of function and flow terms were then proposed separately by Szykman [11] and Stone [12] , which was later reconciled by Hirtz et al. to form the Functional Basis [13] .
The use of functional modeling in the design process has been suggested in numerous design texts [1, 3-5, 9, 14-19] . Pahl and Beitz summarize the usefulness of the functional modeling method in the following quote: "Function structures are intended to facilitate the discovery of solutions: they are not ends in themselves. The degree of detail used depends very much on the novelty of the task and the experience of the designers" [4] . To this end, there have been numerous parallel functional modeling techniques proposed and researched to aid with product design. Umeda and Tomiyama's Function-Behavior-State modeling links function as designer's intent to behavior as the realization of the function [20] . Function-EvolutionProcess builds on Function-Behavior-State following the evolution of a functional model through design concluding "not only the designed structure but also its functions the designers intended are results of design" [21] .
The Function-Behavior-Structure framework proposed by Gero represents the various domains of the design process as variable classes and strives to capture the transformations between these three classes [22] . The situated Function-Behavior-Structure framework extends the Function-Behavior-Structure to include dynamic context through interactions with the environment [23] .
The Behavior-driven FunctionEnvironment-Structure (B-FES) modeling framework proposes a mapping from function to behavior to physical structures [24, 25] . Within this framework, there is little differentiation between function and behavior. Essentially, behaviors act as more detailed descriptions of high-level functionality. Function-means trees demonstrate the codependence of function and means where means is the way in which a function is fulfilled [26] . Function-means trees are arranged in a hierarchical structure to demonstrate alternative means to functions demonstrating multiple design solutions. IDEF0 or Integrated Definition Method #0 provides a framework for developing functional models that can be used to define how elements such as people, information, software, raw materials, etc. work together to perform an operation [27] .
Functional models developed following IDEF0 are illustrated through function blocks named with a verb or verb phrase and are connected together with arrows named with noun or noun phrases.
Function-based design methods including functionmeans trees and function-behavior-state have been proposed as frameworks for capturing the evolution of a design, along with related knowledge, during the design process [21, 28] . These modeling techniques tend to focus on modeling of the actual design process instead of modeling the time related changes of the environment surrounding a system. The proposed Functional Design Framework builds upon these methods by including not only the evolution of the designed system but also the processes the system operates within. The former task is accomplished by recording the functional models, and associated information, created during the various stages in a system's design.
The latter task is accomplished through the addition of the event-driven process models.
Traditionally, functional models do not capture process or event based information. Ullman in his design text promotes logical or temporal arrangement of functions for clarity [2] . A rigorous technique, however, is not provided; instead an ad hoc arrangement of subfunctions is recommended before the connection of flows. To more rigorously model a series of events, a number of stand-alone methodologies have been proposed. Activity models allow for the mapping of the interactions between user and product with boxes representing tasks or events connected sequentially through flow lines [1] . Activity models, however, have little defined structure.
Flowcharting techniques overcome the structure issues via highly structured modeling with clearly defined symbols and symbol arrangement as can be seen in IBM's flowcharting techniques manual [29] and the ANSI standard [30] . And while flowcharting was originally developed for data processes, Darnton and Darnton demonstrated its applicability to processes with the creation of business process models [31] .
Workflow activity models proposed by Eder and Lievhard model business processes by breaking down each process into workflows and sub-processes visualized by activity trees where the final metamodel contains all workflow activity trees [32] .
A process modeling method that is broad enough to model all types of processes is IDEF3 or Integrated Definition Method #3 [33] . IDEF3 provides a highly structured methodology for the representation of events or actions relating to a system or organization. Models are scalable and can be integrated to work with other IDEF models such as the previously discussed IDEF0 for functional modeling of complex systems. Models generated following IDEF3 utilize clearly defined shapes and symbols to provide rigorous structure; however, there is no clearly defined nomenclature leaving some openness in the language of the model.
Modeling Employed in FDF
FDF is based upon the integration of the Functional Basis functional modeling method [13] and the process modeling approach as defined in [34, 35] to provide depth and breadth to models by employing a modeling hierarchy and layering techniques (it is important to note that the two methods employed in FDF are, themselves, a result of the integration of ideas found in many previous function and process modeling strategies). Within FDF, functional models exist at different levels of fidelity and complexity depending on the problem being addressed. Traditionally, functional models are created at two levels: black box and subfunctional. However, in practice functional models are often represented in varying levels of fidelity ranging anywhere from a single level to numerous levels depending on the scale of the system being modeled. As summarized by Pahl and Beitz: "The optimum method of breaking down an overall function … is determined by the relative novelty of the problem and also by the method used to search for solutions. In the case of original designs, neither the individual subfunctions nor their relationships are generally known. In that case, the search for and establishment of an optimum function structure constitute some of the most important steps of the conceptual design phase. In the case of adaptive designs, on the other hand, the general structure with its assemblies and components is much more well-known, so that a function structure can be obtained by analyzing the existing product." [4] The inclusion of process modeling into the functional modeling of a system allows functional models to be created across the various modes of operation (states) of the system. This allows changes in required functionality between various system operations to be captured in a formal manner. Functionbased process modeling methods have been proposed separately by [34] and [35] . These two works were reconciled in the formal process modeling methods applied in this research. In the reconciled process modeling method, three levels were considered: highlevel or black box process, process and event. Additionally, this work proposed the inclusion of a system's functional model passing through a state model. In that work, a state is defined as a specific configuration of a system that can be represented with a single functional model. An event is defined as a discrete change in the functional state of a system occurring over some duration of time, and a process is defined as a collection of modeled events. As with functional models, the number of levels required to adequately represent the process model of a system depends on the complexity of the system being modeled and the specific design need.
FUNCTION DESIGN FRAMEWORK
The proposed Functional Design Framework combines functional and process modeling into a single unified approach.
This section first presents the nomenclature used in the proposed FDF and then presents a procedure and guidelines to model generation. Following the guidelines, a comparison of FDF to existing functional and process modeling methodologies is provided along with an overview of the computational aspects of FDF.
Nomenclature
Within FDF, the following terms are used to describe the various models, their hierarchy and their application to design problems:
• Function: a description of an operation to be performed by a device or artifact expressed as the active verb of the function [36] .
• Flow: a material, energy or signal that is expressed as the object of the function. A flow is the recipient of the function's operation [36] .
• System: "An assemblage or combination of things or parts forming a complex or unitary whole" [37] . In the realm of product design, components are combined to produce a complete functioning product to meet identified customer needs.
o Functional model: a description of a system or process in terms of the elementary functions that are required to achieve its overall function or purpose [36] . • Boundary: an outer limit defining the space where all actions and related energies, materials and signals must originate and exist.
• Environment: "the aggregate of surrounding things, conditions or influences; surroundings" [37].
• Process: A temporal representation of a set of activities connected by common energy, material and signal flows. o Event model: A temporal collection of operations that describes the transformation of the system functionality through use in a specific application or due to environmental conditions. o State model: A specific representation of actions that occur on a system that can be described using a functional model.
FDF Modeling Procedure and Guidelines
The application of the FDF consists of a series of four steps.
The first step begins with identifying the boundaries of the environment in which the system and its processes operate.
This single environmental boundary encompasses all processes in which the system operates and defines external boundary flows.
Step two involves the identification of the processes' boundaries, modeled as events, which define the operational aspects of the system. At the environmental and process level, the system being designed exists as a flow between events within the process. The third step requires the identification of the physical boundaries of the system itself. Finally, in the fourth step, the processes and functionality previously identified are decomposed into process and functional models until the desired level of fidelity has been reached. When decomposing processes or systems within FDF, a numerical outlining convention should be implemented. For this paper, the first level of both process and system models start at level one where the highest-level events (process boundaries) are labeled n=1, 2, … i, and the highest-level system models (system boundaries) are labeled m=1, 2, … j. Events within second level event models would be labeled, n=1.1, 1.2, … 1.k, and the events in a decomposition of the second event in the second level event model would have the numerical labels, n=1.2.1, 1.2.2, … 1.2.l. The same nomenclature holds for system models where a level one system model is labeled m=1, and the functions within the system model would be labeled m=1.1, 1.2, … 1.m. The final combinations of decomposed models generated within FDF may be process-specific, function-specific or mixed depending on where designers decide to focus attention. These steps are further detailed below:
Step 1: Identification of Environmental Boundaries.
Step one begins once the customers' and the designers' needs have been established. To identify the environmental boundaries of the system being designed and its operational processes, these two sets of needs must be evaluated to determine potential operational conditions along with overall desired functionality. In this step, the customers' needs are used to scope the design problem. Experience from systems previously designed satisfying similar needs as well as decisions based on the intent and desired outcome of the design process are used during this scoping process. Additionally, input and output flows to the system and its processes must be identified from these sets of needs. All flows defined from these needs must be contained within the environment in which the system operates; therefore the bounds of the operational environment must be set to surround these defined flows. Flows that cannot be obtained directly by the environment, but are required for the operation of the system must be generated through the processes or within the system itself. In the context of a process model, the system being designed will exist as an explicit flow as well.
The environmental boundary is, in essence, a bounding box, which encloses the system being designed along with all of the processes through which the system operates. This can be represented in the form of a graphic, as shown in Fig. 1 with the outermost bold box, a written description or list, or a combination of both defining the surroundings and conditions along with the availability and accessibility of required flows.
FIGURE 1: REPRESENTATION OF ENVIRONMENT, PROCESS AND SYSTEM BOUNDARIES WITHIN THE FUNCTION DESIGN FRAMEWORK
Step 2: Boundaries of the Process. Once the boundary of the environment has been established, the flows originating within the environment need to be mapped to the processes that transform them through the operation of the system. During this second step, process boundaries are established. A single event process boundary (n=1) is shown as the middle box in Fig. 1 ; multiple process boundaries may, however, be modeled. Process boundaries are represented as events with input and output flows connecting them to each other as well as the established environment. These events are named using a verb and noun pair. If desired, free language correspondents may be used along with the FB identification to provide further detail. Like with the environmental model, the system will exist as a flow through the events.
Step 3: Boundaries of the System. System models exist within the 1 st level of the process. The model defining the boundaries of the system is a 1 st level functional model (m=1) and is a single-function representation of the system, which is shown as the inner most bold box in Fig. 1 . This system is explicitly represented as a flow in both the environment and the process but should not be represented as such in the context of the system's functional model. The functional model is a representation of the transformations occurring within the system of the energy, material and signal flows from the environment. The system cannot perform operations on itself, and thus, it and its components should not be explicitly included as flows within the functional model.
In essence, the process model describes how flows are temporally combined to create and operate the system as well as the system's functionalities and flows that are required during the various states of operation. The functional model, however, describes how this latter set of flows are transformed during each state of the system. All flows, which interact with this system model must pass through the boundaries of the process models, and must originate from within the established environment. There should be no system level flows entering the system boundary functional model.
Step 4: Model Decomposition. The next step in FDF has two potential routes to initially focus model decomposition depending on the requirements of the project. These two routes are: (1) decompose the process into lower-level, higher-fidelity event models detailing the operations of the system and then detail each event model into state models of the specific configurations of the system or (2) decompose the system into functional models detailing the functional transformations internal to the system. Either route may be taken, and while it is more common to generate a set of model decompositions following a top-down approach, they may in fact be generated following a bottom-up approach. To do this, the existing methods proposed in [13, 34, 35] are followed for methodology. If 1 st level models are sufficient for the required use of the model, this step may be omitted. To decompose a process or a system, following a top-down approach, each flow entering a function or event at any level should be decomposed into a sequence of functions or events tied together by flows. These chains of functions or events work together to meet the functionality of the higher-level function or event being decomposed. A 2 nd level event model decomposes each of the highest fidelity events (1 st level) modeled to more completely describe changes occurring to the system's state. These models also include the system as a distinct flow; all other flows and all functionality of the state model and functional models follow the Functional Basis for nomenclature.
Event and functional models increase with detail with each subsequent level. A level one model should be broad covering the entire scope of events that a system will encounter or the overall functionality of a system. A level one model typically consists of a single block defined by one function-flow pair. Figure 2 demonstrates this model hierarchy within an environment where the system architecture will exist with a level one event decomposed into four level two events. Each level two event in Fig. 2 is decomposed into a single state model containing a system model 
Each subsequent level consists of further decompositions of function or event blocks. Each decomposition should be performed the same, changes to flows should be represented via a block labeled with a function. Flows may remain multiplexed or may be related to each other as is the case with primary/carrier flows [38] .
If a bottom-up approach is taken to generate a set of model decompositions where a detailed, high fidelity model is being transformed into models of lower fidelity, knowledge-based analysis of the model itself is required.
Function blocks must be grouped in a meaningful manner to generate subsystems. Formal methods such as modular heuristics may be used to group function blocks based on their flow relationships [39, 40] . Each grouping should be named with a function-flow pair and considered as a single function block. Flows entering and exiting function blocks should match those of their representative higherfidelity, functional models. Flows may be multiplexed or drawn with a primary/carrier relationship. All high fidelity models can be represented as a single level-one model with three sets (material, energy and signal) of multiplexed flows.
Comparison to Current Process and Functional Modeling
As outlined in Table 1 , process models, traditionally, consist of three levels: (1) black box process, process model and event model, and functional models, traditionally, consist of two levels: (1) black box model and (2) sub-functional model.
With these current functional and process modeling methods, the high-level (black box) models are simply a coarser model consisting of a single element representing a series of events or functionalities. FDF specifically combines these models under a single nomenclature and calls for their modeling at n (for process models) or m (for functional models) levels of detail. As previously stated, the level (n or m) to which a model is generated depends on the question being answered. To this end, Ulrich states, "Each subfunction can generally be divided into similar subfunctions. The division process is repeated until team members agree that each subfunction is simple enough to work with" [3] . Being able to model both event and function through a variable number of levels brings depth to FDF. Within FDF, like process modeling, events are defined as the temporal set of states in which a system will exist. States are discrete functional configurations of a system, and functions are the operations a system performs on its interacting flows. There are two categories of models: process and functional. Events and their associated states are contained within process models and system functions during a specific state are contained within functional models. Process models span across an environment while a system's various functional models pass through the environment as a part of the changes in state, which are modeled by the process model.
Computational Aspects of Functional Modeling
Traditionally, functional models are created with computer-based 2D drawing programs or with hand drawings that are then recreated in such programs. As the complexity of the system being modeled increases, these programs become less suited to this task. Such programs lack the ability to handle the hierarchical nature of functional models for complex systems and are not well suited for handling the lexical and grammar information used to facilitate model creation. Additionally, these tools have no provisions for enabling the various functional modeling based design tools that have been developed. Essentially, these programs allow a user to create a static graphic rather than an actual computational model.
Attempts have been made to create purpose-specific functional model drawing tools. In the late 1980s, Hundal and Byrne recognized the need to for systematic design methods to be computerized, and developed software to aid in computerized generation of function structures [41] . Hundal and Langholtz later expanded the software for generating function structures to utilize databases, which contained design requirements, functions, solutions and evaluation techniques to assist designers with development of a conceptual design [42] . More recently, FunctionCAD has been developed to assist with visual assembly of function structures based on the Functional Basis lexicon and modeling approach [43] . These methods, however, are not yet capable of creating a hierarchical model for complex systems that includes processes. A primary motivation for FDF is to adapt existing functional modeling practices within a framework that is scalable from small, single-level systems at a single state to large multi-level models with varying functionality through complex sequences of events.
To this end, FDF has been developed with a computational implementation in mind. Event and functional models at varying levels of fidelity have the same structure and contain the same basic objects (functions and flows) and as a result can use the same parent data object in a computational implementation. Additionally, the models are set up to allow "linking" from a single function in one model to a more detailed higher-fidelity multi-function model along with mapping between functional models and event models. Since the framework has no predefined limit on number of levels of fidelity, this linking process can go as far as necessary to capture the desired level of fidelity for the system being modeled. A functional modeling tool based on this framework will be able to model systems that vary in complexity from a single function of one state to thousands of functions across multiple levels of fidelity through a complex series of events. Additionally, by representing the model in a computational, rather than graphical form, the suite of function-based design tools that have been developed can be integrated with the model development tool.
CASE STUDY
As an example of a potential application for FDF consider the life cycle of an automobile from early design to retirement. During its life cycle, numerous events and functions must be performed in order to design, build, sell, operate and dispose of an automobile. Keeping track of these events and functions with traditional modeling techniques is not feasible due to the complex and hierarchical nature of the models required. As a result, this system and its life cycle are ideal candidates for modeling using the FDF approach.
The subsequent example outlines the process used to apply FDF to an automobile during its life cycle. The following subsections outline the environmental boundaries where an automobile exists, the process boundaries where an automobile is designed, operated, and retired, and the system boundary where the automobile is operated.
The overall process is decomposed into event and state models detailing the automobile's lifecycle.
The system is decomposed further with functional models to focus on the windshield cleaning system of the automobile.
Environmental Boundaries
Since the scope of the automobile's model is the entire life cycle, the macro-environment must include a number of microenvironments including the firms responsible for the automobile from its inception to its retirement along with all conditions in which the automobile might be subjected.
The environment surrounding the automobile's inception begins with the firm responsible for the conception and design of the automobile. Once designed, the automobile moves to a manufacturing environment that includes the various materials, labor and equipment required to build and assemble the various sub-systems that comprise the automobile.
Following construction there are transportation and sales environments. Once sold, the automobile is subjected to various operational environments including an assortment of terrain and driving situations, potentially all kinds of weather (including extreme heat and cold; rain, hail, snow and wind), other vehicles, miscellaneous objects such as shopping carts, and various natural debris. The automobile is also likely to be contained within a storage environment during its usage. Following its usage, the vehicle is retired and goes through a number of recycling environments. Collectively, these microenvironments make up the macro-environment for the automobile, and it is from this macro-environment where the numerous energy, material and signal (EMS) flows that encounter the system originate and terminate.
During the definition of the process and system boundaries these flows are identified, refined and modeled.
Process Boundaries
When developing the process boundaries for a system, the EMS flows originating from and terminating in the environment must be identified in order to further decompose the system. In the case of the automobile, the overall event is the system's complete life cycle, which has the objective satisfy customer. The process will require energies, materials and signals, which have been grouped based upon the three lower-level events including the supply chain, operation and retirement. This EMS grouping along with the single event process is shown in Fig. 3 . The decomposition of the process into the supply chain, operation and retirement is discussed in Section 4.4.1.
FIGURE 3: ENVIRONMENT AND PROCESS BOUNDARIES FOR AUTOMOBILE EXAMPLE OF THE FUNCTION DESIGN FRAMEWORK

System Boundaries
Once the boundaries of the process have been identified, the system's boundaries must be established. For the automobile, only the operation of the system is considered. The typical operational functionality of the windshield cleaning system is being explored in this example, and only the development of the high-level models associated with this low-level functionality will be presented. As a result, only the EMS flows destined for and originating from the operation event are required. These EMS flows and the system boundary are represented in the model shown in Fig. 4. 
Model Decomposition
The next step in the application of FDF is the decomposition of the first level process into event models and the system into functional models. This step involves identifying specific sequences of events or functions that transform input flows to output flows. There are two routes to decomposition: (1) The overall process can be decomposed into multiple events and represented in an event model. Each event can be further decomposed into state models. (2) From the overall system description, functional decompositions can be specified as functional models. The functional models may correspond to an event or state model.
The method used for decomposition is left to the user, and in fact, either approach can be carried out in a top-down or bottom-up manner. In the automotive example, the process model is decomposed from the topdown and the system model from the bottom-up.
FIGURE 4: ENVIRONMENT, PROCESS AND SYSTEM BOUNDARIES FOR AUTOMOBILE EXAMPLE OF THE FUNCTION DESIGN FRAMEWORK FIGURE 5: INCLUSION OF LEVEL TWO EVENTS WITHIN THE FIRST LEVEL PROCESS MODEL FOR THE AUTOMOBILE EXAMPLE OF THE FUNCTION DESIGN FRAMEWORK
Event to State Models Approach.
The process from Section 4.2 is decomposed into a second level event model including three events: (1) design, manufacturing and supplying of the automobile (the supply chain), (2) operation of the automobile and (3) recycling of the automobile, as shown in Fig. 5 . These three events are defined by major shifts in the ownership of the vehicle with the first being defined by those who view the automobile as their product, the second by those who view the automobile as their transportation, and the third by those who view the automobile as their raw material. EMS flows from the environment are transferred through the first level event to the second level events as needed.
Following the standard established in [34] , EMS flows required for multiple events traverse the event model from left to right, while flows unique to a specific event traverse an event from the top to the bottom. Between the events, EMS flows transfer the automobile, funds, feedback and customers. During the first event of the second level (n=1.1) the automobile system evolves from being completely conceptual to an actual finished product. During the second event (n=1.2), the automobile is used by the customer as a means of transportation, and during the final event (n=1.3), the automobile is disassembled and recycled.
The events are further decomposed into a third level event model providing more detail on each of the second level events and the grouped supply chain, operation and retirement flows as shown in Fig 6. Events n=1.1.1 through n=1.1.6 model the evolution of the automobile system from a concept in someone's mind to its sale to a customer. To initiate this process, a need is first observed by marketing experts. This need is translated into objective statements, which are used to conceive an automobile.
Engineers and designers develop a design for an automobile using requirements and specifications identified from the concept. Once designed, the automobile is built, delivered and sold to a consumer. The consumer uses the automobile for transportation, and feedback is returned to the marketing experts. After its useful life, the automobile is treated as raw material where it is recycled into new products. Event 1.2, operate automobile, is further decomposed into events occurring during the operational life of the vehicle as shown in Fig. 7 . The automobile can be prepared by importing customers, passengers, and cargo, and can be driven where it is likely to get dirty. Following operation the automobile will be stored. Storage of the automobile is defined as a waiting state where the automobile is not operating. From storage, the automobile might be maintained, fueled, cleaned or sent back for preparation and further operation. During the automobile's operation, damage might be incurred (damage automobile, n=1.2.7). If such damage occurs, the vehicle will be transferred to a repair automobile event where the damage will be corrected. Once the operator is ready to retire the automobile, the vehicle will be transferred from the store automobile event (n=1.2.3) to the retire automobile event (n=1.3).
FIGURE 6: SECOND LEVEL EVENT MODEL DECOMPOSING EVENT N=1 FOR THE AUTOMOBILE EXAMPLE OF THE FUNCTION DESIGN FRAMEWORK
To consider the dirt flow that occurs during the drive automobile (n=1.2.2) event shown in Fig. 7 , the windshield cleaning system has been modeled at the state level and functionally in Section 4.4.3.
The windshield cleaning system is designed to remove bugs and other road grime (BRG) from the automobile's windshield during operation.
Windshield cleaning systems seem deceptively simple but contain a number of subassemblies such as pumps, plumbing and reservoirs; gearings, motors and wipers; pulse boards, switches and wiring.
FIGURE 7: SECOND LEVEL EVENT MODEL DECOMPOSING THE EVENT USE AUTOMOBILE FOR THE AUTOMOBILE EXAMPLE OF THE FUNCTION DESIGN FRAMEWORK FIGURE 8: STATE MODEL FOR ACTIVATING THE WINDSHIELD CLEANING SYSTEM WITHIN THE FORTH LEVEL EVENT OPERATE AUTOMOBILE FOR THE AUTOMOBILE EXAMPLE FOR THE FUNCTION DESIGN FRAMEWORK
The state model for the windshield washer system, shown in Fig. 8 , shows the changes that must occur to the automobile system as BRG collects on the windshield and is finally removed by the operator. BRG are imported into the automobile system and coupled with the automobile during operation. BRG are stored on the automobile until the operator decides that too much accumulation has occurred. At which point, the operator sends a control signal to separate the solid BRG from the automobile, and BRG are exported from the automobile system.
Functional Models.
For the windshield cleaner of the automobile, the system was first modeled with a high fidelity model to capture detail of the functionalities of each of the subassemblies. The high fidelity model, shown in Fig. 9 , models the importation of windshield washer fluid, BRG, the driver and electrical energy. The BRG are guided and stored on the windshield. Information is sent to the driver, who processes the status of the accumulated BRG. Once there is enough BRG to warrant a cleaning, a control signal regulates electrical energy and supplies liquid (windshield washer fluid). The electrical energy is changed to mechanical and distributed, and the liquid is distributed. The BRG are supplied and exported with the reaction forces, windshield washer fluid and the BRG.
The model shown in Fig. 9 represents a high fidelity, detailed model of the functions exhibited by a typical windshield cleaning system. This model can be abstracted up to create a higher-level, less specific model. To complete this abstraction process, functions in the detailed model are grouped and replaced with a single higher-level function that describes the overall functional transformation performed by the group identified in the detailed model. For example, the functions in the detailed windshield cleaning system model that operate on the hydraulic energy and the windshield fluid material flows can be grouped to create a smaller, but less descriptive chain of functions that act on this primary/carrier flow grouping. This process was completed for the entire low-level model and the higher-level model shown in Fig. 10 resulted. Additionally, the higher-level model shown in Fig.  10 can be abstracted up an additional level to a single function model (essentially a "black box" model) that summarizes the functionality of the windshield cleaning system. This model includes all of the flows that are represented in the boundaries of the lower-level models and is shown in Fig. 11 .
Note that this approach works for the top-down approach to functional modeling as well where one would start with a black box such as the one in Fig. 11 and decompose that to level of functionality found in Fig. 9 . 
Wrap-up
The result of the application of FDF to a system and its associated processes is a series of hierarchical functional and event models that completely describe the transformation of the EMS flows the system encounters along with the operations and environments the system is applied within. These models have the benefit of capturing multiple operational scopes of a design as well as being able to provide mappings of needs and requirements spanning different operational states of a product.
The models have numerous applications throughout the design process and can be used in conjunction with a suite of function-based design tools that have been developed and use functional or event models as a starting point. For example, the functional and event models of the windshield cleaning system can be used to:
• Partition design work by grouping related functions and assigning them to engineering teams who specialize in such work [39, 40, [44] [45] [46] [47] [48] .
• Identify potential component solutions to conceptual functionality based on common functionality in previous designs [49] [50] [51] [52] [53] [54] [55] [56] [57] .
• Identify and mitigate potential failure modes as well as trace the functional propagation of these failure modes [58] [59] [60] .
• Perform requirements flow down.
• Investigate the potential of automation for certain human-centric tasks [34, 61] .
• Create mathematical models that physically describe the EMS transformations [62] .
• Store specific information in association with product functionality or during specific states [34, 35, 63] .
CONCLUSIONS
As systems increase in complexity, so too do the questions which must be answered during the system's design. To answer these questions, models of increasing complexity are generated during all design stages. The application of functional and process models within the Function Design Framework allows for customizable models, which cater to the large suite of aforementioned design tools for answering complex design questions. By merging process modeling with functional modeling, designers are able to represent situations, environments and state changes affecting the system's overall functionality.
Functional and event models are generated hierarchically to capture subsystems and subevents, which allows modeling to focus on specific individual subsystems and/or sub-events without being burdened by the entire complex system. FDF allows for the adaptation of existing functional modeling practices within a framework that is scalable from small, singlelevel systems at a single state to large multi-level models with varying functionality through complex sequences of events. Models generated following FDF thereby have breadth where systems can be modeled through any number of events consisting of an equally variable number of system states, and have depth through a variable number of modeled levels.
As an example to FDF, the life cycle of an automobile is investigated to show how FDF can focus modeling on an individual subsystem within a specific sub-event. Modeling starts with the big picture for the life cycle of the entire automobile capturing first the environment and then generating process and system level-one boundaries. The example focuses on a single subsystem (the windshield washer system) at the functional level and generates the models, which would fit into the functional models of the entire automobile. These systems models link to the single event of operating the automobile and the flow of dirt, which includes the BRG that must be removed during operation. The automobile life cycle example illustrates how to apply FDF to a complex engineering problem and to focus on an individual sub-event and subsystem of interest.
FDF has been developed with a computational implementation in mind for representation and integration with existing function-based conceptual design tools. Models allow linking from a single function in one model to a more detailed higher-fidelity multi-function model along with mappings between functional, event and state models. A functional modeling tool based on this framework will be able to model systems that vary in complexity from a single function at a single state to thousands of functions occurring through a complex series of events with many operational states. The representation of the model computationally will also allow the aforementioned suite of function-based design tools to be integrated with the model development tool providing a designer not just with a static representation but also with a dynamic framework applicable through all stages of design.
