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Resumo: Este artigo tem como objetivo fornecer um embasamento sobre o processo de
manutenc¸a˜o de software, mais especificamente sobre reengenharia e engenharia reversa,
sendo destinado basicamente para apoio dida´tico a essa parte da Engenharia de Software.
Devido a isso, sa˜o apresentadas as definic¸o˜es - o “o que” sa˜o essas modalidades de manutenc¸a˜o,
os casos em que se aplicam − o “por que” utiliza´-las e a forma de adota´-las − o “como”
realiza´-las.
Palavras-chave: Manutenc¸a˜o de software, reengenharia de software, engenharia reversa
Abstract: This paper aims to provide a basement about software maintenance process,
specially on reengineering and reverse engineering. It was developed regarding pedagogical
use for Software Engineering classes. The concepts presented were organized to answer
three basic points: “what” are the maintenance categories, “why” use them and “how” to
implement them.
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1 Introduc¸a˜o
Segundo Osborne e Chikofsky (1990), a variedade de problemas que envolve manuten-
c¸a˜o de software cresce constantemente, sendo que as soluc¸o˜es na˜o acompanham essa
evoluc¸a˜o. Esses problemas sa˜o resultantes de co´digo fonte e documentac¸a˜o mal
elaborados, ale´m da falta de compreensa˜o do sistema.
A partir do momento em que um sistema comec¸a a ser utilizado, ele entra em
um estado cont´ınuo de mudanc¸a. Mesmo que tenha sido constru´ıdo aplicando as
melhores te´cnicas de projeto e codificac¸a˜o existentes, os sistemas va˜o se tornando
obsoletos em vista das novas tecnologias que sa˜o disponibilizadas.
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Ale´m das correc¸o˜es de erros, as mudanc¸as mais comuns que os sistemas sofrem sa˜o
migrac¸o˜es para novas plataformas, ajustes para mudanc¸as de tecnologia de hardware
ou sistema operacional e extenso˜es em sua funcionalidade para atender os usua´rios.
Em geral, essas mudanc¸as sa˜o realizadas sem que haja preocupac¸a˜o com a arquite-
tura geral do sistema, produzindo estruturas mal projetadas, documentac¸a˜o desatua-
lizada, lo´gica e codificac¸a˜o ruins, sendo esses os focos que dificultam a manutenc¸a˜o
em um sistema (OSBORNE e CHIKOFSKY, 1990).
Quando o sistema na˜o e´ fa´cil de ser mantido sendo, pore´m, de grande utilidade,
ele deve ser reconstru´ıdo. Partindo-se do sistema existente (via co´digo-fonte, inter-
face ou ambiente), sa˜o abstra´ıdas as suas funcionalidades e sa˜o constru´ıdos o modelo
de ana´lise e o projeto do software. Esse processo e´ denominado reengenharia de
software.
Considerando-se que o material sobre essa a´rea da engenharia de software e´
escasso, principalmente para fins dida´ticos, este artigo compila os principais artigos
do tema em questa˜o. Descreve-se o que e´ a reengenharia de software (O que), a sua
importaˆncia (Por queˆ) e a forma de realiza´-la (Como), ale´m de situa´-la no processo de
manutenc¸a˜o de software. Trata-se, portanto, de uma revisa˜o que tem como objetivo
constituir um material de apoio ao ensino dos conteu´dos da disciplina Engenharia
de Software, mais especificamente Manutenc¸a˜o de Software.
2 O que e´ reengenharia de software
Para abordar adequadamente as te´cnicas de manutenc¸a˜o de software, deve-se primei-
ramente considerar treˆs conceitos dependentes: a existeˆncia de um processo de de-
senvolvimento de software, a presenc¸a de um sistema a ser analisado e a identificac¸a˜o
de n´ıveis de abstrac¸a˜o1 (OSBORNE e CHIKOFSKY, 1990).
Qualquer que seja o processo de desenvolvimento de software, espera-se que haja
interac¸a˜o entre seus esta´gios e, talvez, recursa˜o. Em um processo de desenvolvimento
de software, os esta´gios iniciais envolvem conceitos mais gerais, independentes da
implementac¸a˜o, enquanto os esta´gios finais enfatizam os detalhes de implementac¸a˜o.
O aumento de detalhes durante o processo de desenvolvimento conceitua os n´ıveis
de abstrac¸a˜o. Esta´gios iniciais do sistema planejam e definem requisitos de alto
n´ıvel quando comparados com a pro´pria implementac¸a˜o.
Essa comparac¸a˜o e´ importante para deixar claro que n´ıvel de abstrac¸a˜o e grau
de abstrac¸a˜o sa˜o grandezas distintas. Enquanto o n´ıvel de abstrac¸a˜o e´ um conceito
que diferencia os esta´gios conceituais do projeto, o grau de abstrac¸a˜o e´ intr´ınseco
a cada esta´gio. A evoluc¸a˜o atrave´s das fases do processo de desenvolvimento de soft-
ware envolve transic¸o˜es dos n´ıveis mais altos de abstrac¸a˜o nos esta´gios iniciais, para
n´ıveis mais baixos nos esta´gios posteriores. As informac¸o˜es podem ser representadas
em qualquer esta´gio do desenvolvimento, seja de forma detalhada (baixo grau de
abstrac¸a˜o), seja de forma mais sucinta ou global (alto grau de abstrac¸a˜o).
1Abstrac¸a˜o e´ definida como a habilidade de se ignorar os aspectos de assuntos na˜o relevantes
para o propo´sito em questa˜o, tornando poss´ıvel uma concentrac¸a˜o maior nos assuntos principais.
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Para que as te´cnicas de manutenc¸a˜o de software (especificamente engenharia
reversa e reengenharia) sejam descritas de forma simplificada, sera˜o tomadas como
base apenas treˆs fases do processo de desenvolvimento de software, com n´ıveis de
abstrac¸a˜o bem diferenciados, conforme a Figura 1:
⇒ Requisitos: especificac¸a˜o do problema a ser resolvido, incluindo objetivos,
restric¸o˜es e regras de negociac¸a˜o;
⇒ Projeto: especificac¸a˜o da soluc¸a˜o;
⇒ Implementac¸a˜o: codificac¸a˜o, teste e adaptac¸a˜o ao sistema operacional.
A te´cnica tradicional, que avanc¸a progressivamente pelas fases do processo de
desenvolvimento de software, e´ denominada engenharia progressiva. A execuc¸a˜o
dessa te´cnica consiste em partir de projetos independentes da implementac¸a˜o, que
possuem altos n´ıveis de abstrac¸a˜o, indo em direc¸a˜o a` implementac¸a˜o f´ısica do sis-
tema. Em outras palavras, engenharia progressiva segue a sequ¨eˆncia de desenvolvi-
mento estabelecida no projeto, visando a` obtenc¸a˜o do sistema implementado
(OSBORNE e CHIKOFSKY, 1990).
Figura 1: Relacionamentos no Ciclo de Desenvolvimento de Software (CHIKOFSKY e
CROSS, 1990)
Na Figura 1, com excec¸a˜o da engenharia progressiva, as demais transic¸o˜es entre
as fases de desenvolvimento sa˜o tecnologias utilizadas na manutenc¸a˜o de software
(CHIKOFSKY e CROSS, 1990), sendo assim definidas:
⇒ Redocumentac¸a˜o: como uma sub-a´rea da engenharia reversa, e´ a criac¸a˜o ou
revisa˜o de uma representac¸a˜o semanticamente equivalente, dentro do mesmo n´ıvel
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relativo de abstrac¸a˜o, sendo que as formas resultantes de representac¸a˜o sa˜o consi-
deradas como viso˜es alternativas, utilizadas para uma melhor compreensa˜o humana
do sistema analisado;
⇒ Recuperac¸a˜o de projeto: e´ uma sub-a´rea da engenharia reversa na qual o co-
nhecimento do domı´nio da aplicac¸a˜o, informac¸o˜es externas e deduc¸a˜o sa˜o adicionadas
a`s observac¸o˜es referentes ao programa, para se extrairem abstrac¸o˜es significativas de
mais alto n´ıvel, ale´m daquelas obtidas atrave´s da observac¸a˜o direta do sistema;
⇒ Reestruturac¸a˜o: e´ a transformac¸a˜o de uma forma de representac¸a˜o, para
outra no mesmo n´ıvel de abstrac¸a˜o relativo, preservando o comportamento externo
do sistema (funcionalidade e semaˆntica). Geralmente usada como uma forma de
manutenc¸a˜o preventiva, a reestruturac¸a˜o e´ aplicada em sistemas que tenham sido
desenvolvidos de forma desestruturada, resultando uma representac¸a˜o que preserva
as caracter´ısticas do sistema, pore´m de forma mais bem estruturada;
⇒ Engenharia reversa: e´ o processo de analisar um sistema com a finalidade de
criar sua representac¸a˜o de uma forma diferente ou em um n´ıvel mais alto de abstrac¸a˜o
do que o co´digo fonte. Essa tecnologia e´ descrita detalhadamente na sec¸a˜o 2.1;
⇒ Reengenharia: e´ a reconstruc¸a˜o de algo do mundo real, tendo como propo´sito a
busca por melhorias que permitam produzir algo de qualidade melhor ou compara´vel
ao produto inicial. A reengenharia e´ detalhada na sec¸a˜o 2.2.
No processo de manutenc¸a˜o, quando se trata de reconstruir um software (ou
seja, realizar sua reengenharia), e´ necessa´rio, portanto, que se proceda a` engenharia
reversa do sistema em questa˜o, a fim de obter os modelos de ana´lise baseados no
software existente. Esses modelos, com as devidas correc¸o˜es/alterac¸o˜es, sera˜o o
ponto de partida para a engenharia progressiva.
O padra˜o IEEE P1219/D14 (apud SAGE, 1995) para manutenc¸a˜o de software de-
fine a reengenharia como um subconjunto da engenharia de software, composta por
engenharia reversa e engenharia progressiva.
2.1 Engenharia reversa
O processo inverso a` engenharia progressiva, caracterizado pelas atividades retro-
ativas do ciclo de vida, que partem de um baixo n´ıvel de abstrac¸a˜o para um alto
n´ıvel de abstrac¸a˜o, e´ conhecido como engenharia reversa (CHIKOFSKY e CROSS,
1990).
O termo “engenharia reversa” originou-se da ana´lise de hardware (CHIKOFSKY
e CROSS, 1990; REKOFF, 1985), que extra´ıa o projeto a partir do produto final. Em
geral, e´ aplicada para melhorar um produto ou para analisar um produto concorrente
ou de um adversa´rio (principalmente em situac¸a˜o militar ou de seguranc¸a nacional).
Aplicando o conceito inicial de engenharia reversa a sistemas de software, muitas
das te´cnicas utilizadas em hardware servem para obter uma compreensa˜o ba´sica do
sistema e sua estrutura. Entretanto, enquanto o objetivo ba´sico para hardware
e´ duplicar o sistema, os objetivos mais frequ¨entes para software sa˜o obter uma
compreensa˜o suficiente em n´ıvel de projeto para auxiliar a manutenc¸a˜o, fortalecer o
crescimento do sistema, e substituir o suporte.
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2.1.1 Definic¸o˜es
Para Pressman, a engenharia reversa de software e´ um processo de recuperac¸a˜o de
projeto, consistindo em analisar um programa, na tentativa de criar uma repre-
sentac¸a˜o do mesmo, em um n´ıvel de abstrac¸a˜o mais alto que o co´digo-fonte (PRESS-
MAN, 1995).
Segundo Benedusi, pode-se definir engenharia reversa como uma colec¸a˜o de teo-
rias, metodologias, e te´cnicas capazes de suportar a extrac¸a˜o e abstrac¸a˜o de in-
formac¸o˜es de um software existente, produzindo documentos consistentes, quer seja
a partir somente do co´digo fonte, ou atrave´s da adic¸a˜o de conhecimento e experieˆncia
que na˜o podem ser automaticamente reconstru´ıdos a partir do co´digo (BENEDUSI
et al., 1992 apud RAMAMOORTHY et al., 1996; CHIKOFSKY e CROSS, 1990).
Para Samuelson, engenharia reversa e´ geralmente entendida como a ac¸a˜o de
criar um conjunto de especificac¸o˜es funcionais para um sistema, por algue´m que na˜o
foi o projetista original, baseado na ana´lise de um sistema existente e suas partes
componentes (SAMUELSON, 1990 apud REKOFF, 1985).
Segundo Waters e Chikofsky, o processo de ana´lise de um sistema para iden-
tificar os componentes de um software e seus inter-relacionamentos, e para criar
uma representac¸a˜o do software em outra forma, provavelmente num n´ıvel mais
alto de abstrac¸a˜o que o co´digo fonte, constitui a engenharia reversa (WATERS e
CHIKOFSKY, 1994).
2.1.2 Viso˜es de software
A partir da engenharia reversa e com base nos diferentes n´ıveis e graus de abstrac¸a˜o,
o software pode ser visualizado de diferentes maneiras (HARANDI e NING, 1990):
⇒ Visa˜o em n´ıvel implementacional: abstrai caracter´ısticas da linguagem de
programac¸a˜o e caracter´ısticas espec´ıficas da implementac¸a˜o;
⇒ Visa˜o em n´ıvel estrutural: abstrai detalhes da linguagem de programac¸a˜o
para revelar sua estrutura a partir de diferentes perspectivas. O resultado e´ uma
representac¸a˜o expl´ıcita das dependeˆncias entre os componentes do sistema;
⇒ Visa˜o em n´ıvel funcional: abstrai a func¸a˜o de um componente, isto e´, o que
o componente faz. Essa visa˜o relaciona partes do programa a`s suas func¸o˜es, procu-
rando revelar as relac¸o˜es lo´gicas entre elas (diferentemente das relac¸o˜es sinta´ticas ou
das estruturais);
⇒ Visa˜o em n´ıvel de domı´nio: abstrai o contexto em que o sistema esta´ operando,
ou seja, o porqueˆ do sistema a ser desenvolvido.
E´ relevante ressaltar que uma forma de representac¸a˜o extra´ıda do co´digo pode
diferir de uma representac¸a˜o similar que foi desenvolvida no processo de engenharia
progressiva. A forma extra´ıda ira´ refletir a idiossincrasia da representac¸a˜o do co´digo
muito mais do que a representac¸a˜o original, que reflete a compreensa˜o do problema
pelo analista ou projetista.
A Figura 2 mostra a correspondeˆncia entre as categorias de visualizac¸a˜o do soft-
ware e as diferentes atividades do ciclo de desenvolvimento de software.
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Figura 2: Visualizac¸o˜es de Software no Ciclo de Desenvolvimento (COSTA, 1997)
Muitas vezes e´ necessa´rio acrescentar a`s informac¸o˜es contidas no co´digo, outras
informac¸o˜es provenientes de conhecimentos e experieˆncias humanas, para se obter
viso˜es diferenciadas do software. Conforme o escopo das informac¸o˜es usadas, que
resultara˜o em um n´ıvel de entendimento obtido do sistema, pode-se formular uma
categorizac¸a˜o dos me´todos de engenharia reversa.
2.1.3 Categorias
De acordo com o n´ıvel de entendimento obtido do sistema e o escopo das in-
formac¸o˜es usadas, duas categorias de engenharia reversa sa˜o definidas: visualizac¸a˜o
de co´digo (OMAN, 1990) e entendimento de programa (CHIKOFSKY e CROSS,
1990).
Visualizac¸a˜o de co´digo
Tambe´m denominada redocumentac¸a˜o, a visualizac¸a˜o de co´digo e´ a criac¸a˜o
ou revisa˜o de representac¸o˜es semanticamente equivalentes num mesmo n´ıvel de abs-
trac¸a˜o (CHIKOFSKY e CROSS, 1990). O processo de visualizac¸a˜o de co´digo cria as
representac¸o˜es a partir de informac¸o˜es obtidas apenas da ana´lise do co´digo fonte,
embora a apresentac¸a˜o dessas informac¸o˜es possa se diversificar. As formas das re-
presentac¸o˜es sa˜o consideradas viso˜es alternativas, cujo objetivo e´ melhorar a com-
preensa˜o do sistema global.
A forma mais simples e mais antiga de engenharia reversa e´ a visualizac¸a˜o de
co´digo. A intenc¸a˜o e´ recuperar a documentac¸a˜o que ja´ existiu, ou que deveria
ter existido, sobre o sistema. A eˆnfase, de fato, e´ a criac¸a˜o de viso˜es adicionais,
especialmente viso˜es gra´ficas, que na˜o foram criadas durante o processo original de
engenharia progressiva.
A visualizac¸a˜o de co´digo na˜o transcende a visa˜o em n´ıvel estrutural e na˜o atribui
significados ao sistema analisado. Recuperac¸o˜es mais ambiciosas tais como a func¸a˜o,
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os propo´sitos ou a esseˆncia do sistema exigem um n´ıvel de entendimento maior e sa˜o
definidas como entendimento de programa.
Entendimento de programa
Nesta categoria de engenharia reversa, tambe´m denominada recuperac¸a˜o de
projeto, o conhecimento do domı´nio das informac¸o˜es externas e as deduc¸o˜es sa˜o
adicionadas a`s observac¸o˜es feitas sobre o sistema atrave´s do exame do mesmo, de
modo a obter informac¸o˜es com n´ıvel mais alto de abstrac¸a˜o [CHIKOFSKY e CROSS,
1990).
Segundo Biggerstaﬀ (1989), o entendimento de programa recria abstrac¸o˜es do
projeto a partir de uma combinac¸a˜o de co´digo, documentac¸a˜o existente do projeto
(se dispon´ıvel), experieˆncias pessoais e conhecimentos gerais sobre o problema e o
domı´nio de aplicac¸a˜o. Sintetizando, deve produzir todas as informac¸o˜es necessa´rias
para se entender completamente o que, como, e por que o sistema faz.
Entendimento de programa distingue-se de visualizac¸a˜o de co´digo porque obje-
tiva entender o sistema, em vez de simplesmente fornecer viso˜es alternativas para
auxiliar o usua´rio a entender o sistema. Esse entendimento vai ale´m do conheci-
mento em n´ıvel implementacional e estrutural, buscando obter o conhecimento em
n´ıvel funcional e ate´ mesmo em n´ıvel de dom´ınio (ambiente de operac¸a˜o do sistema).
Um completo entendimento de programa busca reconstruir na˜o somente a func¸a˜o
do sistema, mas tambe´m o processo pelo qual o sistema foi desenvolvido. Rugaber
et al. (1990) enfatizam a importaˆncia da recuperac¸a˜o de deciso˜es de projeto tomadas
durante o desenvolvimento original para uma completa estrutura de entendimento.
A categoria de entendimento de programa e´ a forma mais cr´ıtica de engenharia
reversa, porque tenta aproximar-se do racioc´ınio humano na busca do entendimento.
A Figura 3 apresenta a amplitude de alcance das categorias de engenharia re-
versa, relacionadas com o escopo das informac¸o˜es utilizadas (co´digo fonte ou base de
conhecimento) e o n´ıvel de visualizac¸a˜o pretendida (implementacional, estrutural,
funcional e de dom´ınio).
Figura 3: Categorias da engenharia reversa e suas viso˜es
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2.2 Reengenharia
O termo reengenharia esta´ relacionado com a reconstruc¸a˜o de algo do mundo
real, e independentemente de sua aplicac¸a˜o, o seu principal propo´sito e´ a busca
por melhorias que permitam produzir algo de qualidade melhor ou, pelo menos, de
qualidade compara´vel ao produto inicial.
2.2.1 Definic¸o˜es
Sendo a reengenharia de sistemas de software o foco deste artigo, a seguir sa˜o in-
clu´ıdas definic¸o˜es de diversos autores para que um n´ıvel de compreensa˜o mais amplo
seja obtido.
Para Chikofsky e Cross (1990), IEEE CS-TCSE (1997) e GT-REG (1998), a reenge-
nharia, conhecida tambe´m como renovac¸a˜o ou reconstruc¸a˜o, e´ o exame e alterac¸a˜o
de um sistema de software, para reconstitu´ı-lo em uma nova forma, e a subsequ¨ente
implementac¸a˜o dessa nova forma. Um processo de reengenharia geralmente inclui
alguma forma de engenharia reversa, seguida por uma forma de engenharia progres-
siva ou reestruturac¸a˜o.
Para Warden (1992), a reengenharia tem como principal objetivo melhorar um
sistema de alguma maneira, atrave´s de alterac¸o˜es significantes que proporcionem
melhoria, pore´m, sem alterar suas func¸o˜es. A extrac¸a˜o automa´tica da descric¸a˜o de
uma aplicac¸a˜o e sua implementac¸a˜o em outra linguagem na˜o e´ considerada, segundo
o autor, reengenharia, e sim traduc¸a˜o de co´digo. Do mesmo modo que Chikofsky,
Warden considera que a reengenharia pode ser dividida em duas fases principais: a
Engenharia Reversa e a Engenharia Progressiva; e cada uma destas fases pode ser
dividida em uma se´rie de atividades.
Premerlani e Blaha (1994) citam que o objetivo da reengenharia e´ reutilizar au-
tomaticamente os esforc¸os de desenvolvimento passados, objetivando reduzir custos
de manutenc¸a˜o e melhoria na flexibilidade do software.
Segundo Pressman (1995), a reengenharia, tambe´m chamada de recuperac¸a˜o ou
renovac¸a˜o, recupera informac¸o˜es de projeto de um software existente e usa essas
informac¸o˜es para alterar ou reconstituir o sistema, preservando as func¸o˜es existentes,
ao mesmo tempo em que adiciona novas func¸o˜es ao software, num esforc¸o para
melhorar sua qualidade global.
Para Sommerville (1995), a reengenharia de software e´ descrita como a reorga-
nizac¸a˜o e modificac¸a˜o de sistemas de software existentes, parcial ou totalmente, para
torna´-los mais manuten´ıveis.
Das diversas definic¸o˜es elencadas, percebe-se que existe clara distinc¸a˜o entre o
desenvolvimento de um novo software e reengenharia de software. A distinc¸a˜o esta´
relacionada ao ponto de partida de cada um dos processos. O desenvolvimento de um
novo software (definido como engenharia progressiva por Chikofsky e Cross (1990))
inicia-se com uma especificac¸a˜o escrita do software que sera´ constru´ıdo, enquanto
que a reengenharia inicia-se tomando como base um sistema ja´ desenvolvido.
Nota-se, tambe´m, que existe distinc¸a˜o entre os objetivos da reengenharia e os
da engenharia reversa. O objetivo da engenharia reversa e´ derivar o projeto ou
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especificac¸a˜o de um sistema, partindo-se de seu co´digo fonte (SOMMERVILLE, 1995).
O objetivo da reengenharia e´ produzir um sistema novo com maior facilidade de
manutenc¸a˜o e a engenharia reversa e´ usada como parte do processo de reengenharia,
pois fornece o entendimento do sistema a ser reconstru´ıdo.
2.2.2 Categorias
Sage (1995) indica diversas categorias de melhorias relacionadas a` reengenharia, entre
elas:
⇒ Reengenharia de processos administrativos: e´ direcionada para alterac¸o˜es
potenciais em todos os nego´cios ou processos organizacionais;
⇒ Reengenharia de processos produtivos: consiste em modificar qualquer ciclo
de processos padra˜o, que esteja em uso em uma dada organizac¸a˜o, a fim de melhor
acomodar as tecnologias novas e emergentes, bem como os requisitos dos clientes
para um produto ou sistema;
⇒ Reengenharia de sistemas de software ou produtos: e´ o exame, estudo, captura
e modificac¸a˜o de mecanismos internos ou funcionalidade de um sistema existente ou
produto, visando reconstitu´ı-lo em uma nova forma e com novas caracter´ısticas,
frequ¨entemente para tomar vantagem das novas e emergentes tecnologias, mas sem
grandes alterac¸o˜es na funcionalidade e propo´sito inerentes ao sistema.
Quando se efetua a reengenharia de processos administrativos, provavelmente
sera´ necessa´rio efetuar reengenharia de software, visto que existe uma dependeˆncia
impl´ıcita entre os processos administrativos e o software (SOMMERVILLE, 1995).
3 Por que realizar a reengenharia
A tendeˆncia de reengenharia dos processos das empresas sa˜o influenciados por fatores
tais como a necessidade de melhoria da qualidade dos servic¸os e produtos ofereci-
dos, a compressa˜o das margens de lucro, a reduc¸a˜o do ciclo de vida dos produtos,
a diminuic¸a˜o da interfereˆncia dos governos e dos subs´ıdios, a explosa˜o tecnolo´gica,
o ra´pido crescimento do conhecimento humano, a maturidade dos mercados de con-
sumo e a globalizac¸a˜o da economia.
Outros fatores sa˜o relacionados com a complexidade das atividades empresariais,
tais como a busca por produtividade; a flexibilidade frente a`s constantes mudanc¸as;
a concentrac¸a˜o no ramo de nego´cio; os relacionamentos com clientes, com o meio
ambiente e com os governos; o apoio de consultores; a parceirizac¸a˜o; a gesta˜o e
a remunerac¸a˜o dos recursos humanos por resultados. Todos esses pontos influen-
ciam diretamente na reengenharia dos softwares existentes em empresas (HAMMER
e CHAMPY, 1994).
Ale´m disso, todos os sistemas teˆm um tempo de vida limitado, sendo que cada
alterac¸a˜o efetuada pode degenerar a sua estrutura, fazendo com que as manutenc¸o˜es
se tornem cada vez mais dif´ıceis e dispendiosas. Isso ocorre principalmente em
software legado (JACOBSON e LINDSTRO¨M, 1991).
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3.1 Reengenharia de software legado
Um software legado pode ser informalmente definido como aquele que executa tarefas
u´teis para a organizac¸a˜o, mas que foi desenvolvido utilizando-se te´cnicas atualmente
consideradas obsoletas (WARD e BENNETT, 1995). A quantidade de co´digo em
sistemas legados e´ imensa. Em 1990, estimava-se (ULRICH, 1993) que existiam 120
bilho˜es de linhas de co´digo fonte de sistemas desse tipo, a maioria em COBOL ou
FORTRAN, linguagens com facilidades limitadas de estruturac¸a˜o de programas e
dados. A migrac¸a˜o e/ou alterac¸a˜o desse tipo de software gera desafios te´cnicos
(por exemplo: verificar efeitos colaterais de uma alterac¸a˜o) e na˜o-te´cnicos (por ex.:
estimar o custo de alterac¸a˜o) a todos os envolvidos com manutenc¸a˜o de software.
Existe um grande dilema na decisa˜o sobre o futuro de software legado. Ao mesmo
tempo em que ele traz incorporado o acu´mulo de anos de experieˆncia e refinamento,
traz tambe´m todos os v´ıcios e defeitos vigentes na e´poca de seu desenvolvimento,
mesmo que naquela e´poca, o que hoje e´ chamado de v´ıcio e defeito, fosse a me-
lhor indicac¸a˜o para o desenvolvimento de software (BENNETT, 1995). Por exemplo,
o tamanho do programa, que devido a` limitac¸a˜o imposta pelo custo do hardware,
tinha que ser reduzido, atualmente na˜o e´ crucial (devido ao barateamento dos com-
ponentes de hardware). Houve ainda a e´poca em que se prezava a eficieˆncia, em
detrimento da clareza e estruturac¸a˜o do programa. Adicione-se a isso as sucessivas
manutenc¸o˜es e consequ¨entes degenerac¸o˜es sofridas pelo software. Sabe-se hoje que
todos esses fatores esta˜o diretamente relacionados com a dificuldade de entendimento
de qualquer software legado.
Muitos programas legados sa˜o cr´ıticos para os nego´cios das organizac¸o˜es que os
possuem. Eles teˆm embutidas informac¸o˜es dos nego´cios e procedimentos, que po-
dem na˜o estar documentados. O risco de remover e reescrever tais programas e´
grande, pois muita informac¸a˜o teria que ser redescoberta por tentativa e erro. Con-
sequ¨entemente, as organizac¸o˜es, de um modo geral, na˜o ”aposentam” seus sistemas
legados, preferindo manteˆ-los em operac¸a˜o, com adaptac¸o˜es a`s novas necessidades.
As dificuldades devem ser enfrentadas, pois qualquer software que na˜o evoluir con-
tinuamente (sofrer manutenc¸o˜es) tornar-se-a´ menos u´til no mundo real (LEHMAN,
1980).
Segundo Bennett (1991), os maiores problemas em manter software legado sa˜o:
⇒ Desestruturac¸a˜o e dificuldade de entendimento do co´digo, muitas vezes porque
o software foi desenvolvido antes da introduc¸a˜o dos me´todos de programac¸a˜o estru-
turada;
⇒ Programadores que na˜o participaram do desenvolvimento de um produto de
software sentem dificuldade em entender e mapear a funcionalidade para o co´digo
fonte;
⇒ Documentac¸a˜o desatualizada, na˜o auxiliando em nada a equipe de manutenc¸a˜o;
⇒ Dificuldade de predizer as consequ¨eˆncias de efeitos colaterais;
⇒ Dificuldade de administrar mu´ltiplas alterac¸o˜es concorrentes.
A complexidade e tamanho dos programas legados teˆm influeˆncia direta no custo
de manutenc¸a˜o dos mesmos (RAMAMOORTH e TSAI, 1996). Pesquisas revelam que
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mais de 50% do custo de um produto de software esta´ relacionado com as atividades
de manutenc¸a˜o, havendo casos de este percentual chegar ate´ a 85% (LAYZELL et
al., 1995).
Em alguns nego´cios, estima-se que 80% de todos os gastos com software sa˜o con-
sumidos pelas manutenc¸o˜es e evoluc¸o˜es dos sistemas (YOURDON, 1990). O nu´mero
de sistemas que precisa ser modificado esta´ aumentando gradualmente. Existe fila de
espera para pedidos de manutenc¸a˜o. Isto significa que, algumas vezes, e´ imposs´ıvel
para as organizac¸o˜es investirem em novos sistemas para melhorar a eficieˆncia orga-
nizacional.
O problema de manutenc¸a˜o de sistemas legados e´ complexo porque, geralmente,
esses sistemas na˜o sa˜o simples programas, desenvolvidos e mantidos. Muitos deles
sa˜o compostos de outros diferentes programas que, de alguma forma, compartilham
dados. Tambe´m ocorre que esses programas foram desenvolvidos por diferentes
pessoas ao longo dos anos, as quais na˜o esta˜o mais na organizac¸a˜o. Muitas vezes foi
usado um sistema de administrac¸a˜o de bases de dados que pode estar obsoleto, ou
depende de arquivos armazenados separadamente. No caso de arquivos separados,
cada um tem seu pro´prio formato e, frequ¨entemente, as mesmas informac¸o˜es sa˜o
duplicadas e representadas em diferentes formas e em diferentes arquivos. Essa
duplicac¸a˜o usualmente acontece porque as informac¸o˜es sa˜o fortemente integradas
com as estruturas de dados dos programas.
Com o objetivo de minimizar os problemas gerados por manutenc¸o˜es dif´ıceis e,
algumas vezes, degenerativas da estrutura do sistema, muitas organizac¸o˜es esta˜o
optando por refazer seus sistemas. A ide´ia ba´sica dessa reconstruc¸a˜o ou reenge-
nharia e´ que as informac¸o˜es de projeto e especificac¸a˜o sejam extra´ıdas do co´digo
fonte, reformuladas e reconstru´ıdas, resultando um software mais fa´cil de ser mantido
(BENNETT, 1991).
Aplicando-se a reengenharia de software, o sistema pode ser redocumentado ou
reestruturado, os programas podem ser traduzidos para uma linguagem de pro-
gramac¸a˜o mais moderna e implementados em uma plataforma distribu´ıda, bem como
seus dados podem ser migrados para uma base de dados diferente. A reengenharia
de software objetiva fazer sistemas flex´ıveis, fa´ceis de modificar, frente a`s constantes
mudanc¸as das necessidades dos usua´rios.
O campo da reengenharia esta´ crescendo rapidamente em resposta a` necessidade
cr´ıtica que existe na indu´stria de software por tecnologia que suporte a manutenc¸a˜o
de sistemas legados e o desenvolvimento evolutivo de novos sistemas. Existe uma
firme e crescente demanda para migrar programas legados de mainframes mono-
processados, para estac¸o˜es multiprocessadas, distribu´ıdas e ligadas em rede, visando
acompanhar os avanc¸os das te´cnicas de programac¸a˜o tais como: interfaces gra´ficas
para o usua´rio, comunicac¸a˜o interprogramas, desenvolvimento orientado a objetos,
reusabilidade, etc. (RUGABER e WILLS, 1996; SNEED e NYA´RY, 1995). Tambe´m o
desenvolvimento de novos projetos de software devera˜o se deparar, cada vez mais,
com processos de reengenharia (COLEMAN et al., 1994).
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3.2 Migrac¸a˜o do paradigma procedimental para o de orientac¸a˜o a
objetos
Atualmente, a fase de transic¸a˜o que a comunidade de informa´tica esta´ enfrentando
para migrar software das plataformas centralizadas (mainframes) para ambientes
de processamento distribu´ıdo em arquitetura cliente/servidor, mostra a importaˆncia
da reengenharia, o que implica, muitas vezes, o mover de uma arquitetura orien-
tada a ac¸a˜o (paradigma procedimental) para uma arquitetura orientada a objetos
(paradigma de orientac¸a˜o a objetos) (SNEED, 1992; MITTRA, 1995).
Para Newcomb e Kotik (1995), a programac¸a˜o orientada a objetos tem muitas
vantagens sobre a programac¸a˜o procedimental, pois possibilita construir sistemas
altamente flex´ıveis, adapta´veis e extens´ıveis; possui uma colec¸a˜o rica de mecanismos
composicionais para formac¸a˜o de classes, instanciac¸a˜o de objetos, propriedades de
heranc¸a, polimorfismo e ocultamento de informac¸o˜es, que esta˜o presentes em lin-
guagens de programac¸a˜o orientadas a objetos, as quais proveˆem apoio para criar
sistemas que exibem um alto grau de reuso e facilidade de manutenc¸a˜o.
Gall e Klosch (1995) citam va´rios motivos para migrac¸a˜o do paradigma procedi-
mental para o paradigma de orientac¸a˜o a objetos:
⇒ Em programas procedimentais, e´ muito dif´ıcil prever efeitos colaterais, pois
frequ¨entemente os relacionamentos na˜o sa˜o vis´ıveis;
⇒ Manutenc¸o˜es sucessivas requerem um conhecimento detalhado dos compo-
nentes do sistema, como foram criados e modificados e seus inter-relacionamentos;
⇒ A reusabilidade de software tambe´m e´ seriamente afetada pela estrutura
pro´pria dos programas procedimentais;
⇒ A orientac¸a˜o a objetos oferece algumas caracter´ısticas u´teis, tais como meios
de abstrac¸a˜o bem definidos, conceito de encapsulamento e comportamentos que
efetivamente apo´iam o processo de manutenc¸a˜o de software;
⇒ A identificac¸a˜o de objetos nos programas procedimentais, exibindo explicita-
mente suas dependeˆncias, ajuda a entender o projeto do sistema, evita a degradac¸a˜o
do projeto original durante as manutenc¸o˜es e facilita o processo de reuso.
4 Como realizar a reengenharia
O processo de reengenharia de software e´ constitu´ıdo de duas fases distintas. Na
primeira, o software objeto de reconstruc¸a˜o e´ “desmontado”, visando seu entendi-
mento. Na segunda, o software e´ reconstru´ıdo, na forma desejada, a partir do
produto da primeira fase, sendo inclu´ıdos os ajustes que se fizerem necessa´rios.
O processo de Reengenharia pode ser traduzido como (JACOBSON e
LINDSTRO¨M, 1991):
Reengenharia = Engenharia Reversa +∆ Engenharia Progressiva
onde ∆ pode ser de dois tipos:
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⇒ Alterac¸o˜es parciais de funcionalidade (Alteram parcialmente o objetivo
principal do sistema): ocorrem devido a mudanc¸as nos nego´cios, ou necessidade do
usua´rio;
⇒ Alterac¸o˜es de implementac¸a˜o (Alteram a forma de implementac¸a˜o do
sistema): ocorrem devido a alterac¸o˜es no ambiente de operac¸a˜o do software e ou
linguagem de implementac¸a˜o (protocolos, sistema operacional, portabilidade, lin-
guagens, etc.).
Existem alguns pontos que devem ser considerados para um processo de reen-
genharia (WARDEN, 1992):
⇒ Deve ser executado somente se existir um argumento aceita´vel de custo/benef´ıcio;
⇒ Implica melhoria atrave´s de reprojeto;
⇒ Deve remover projetos ruins, mas reconhecer e manter projetos bons e simples,
mesmo que eles sejam desestruturados;
⇒ A Engenharia Reversa e´ dirigida por tipos de problemas, os quais necessitam
ser identificados;
⇒ Os problemas sa˜o identificados e expressos como violac¸o˜es a`s te´cnicas de
projeto estruturado e regras de programac¸a˜o, ou outras que o usua´rio pode definir;
⇒ Ferramentas devem ser adequadas aos processos de reengenharia, e na˜o os
processos adequados a`s ferramentas.
4.1 O processo de reengenharia
Jacobson e Lindstro¨m (1991) declaram que, para executar um processo de reenge-
nharia de um sistema, e´ necessa´rio:
⇒ Realizar a engenharia reversa: identificar como os componentes do sis-
tema se relacionam uns aos outros e enta˜o criar uma descric¸a˜o mais abstrata do
sistema. Um exemplo de identificac¸a˜o de relacionamentos entre componentes pode
ser a identificac¸a˜o de dependeˆncias entre os arquivos e as func¸o˜es, entre as func¸o˜es
e as descric¸o˜es da base de dados, etc. Um exemplo da criac¸a˜o de uma descric¸a˜o
mais abstrata do sistema pode ser um diagrama de fluxo de dados para as func¸o˜es
e o modelo entidade-relacionamento para as descric¸o˜es da base de dados. Com esse
primeiro passo, obte´m-se um modelo abstrato, que mostra a funcionalidade do sis-
tema (propo´sito para o qual o sistema foi construido) e um nu´mero de mapeamentos
entre os diferentes n´ıveis de abstrac¸a˜o. Os mapeamentos compreendem as deciso˜es
de projeto que ocorrem quando se transforma uma representac¸a˜o abstrata em uma
representac¸a˜o concreta;
⇒ Decidir sobre alterac¸o˜es na funcionalidade: as alterac¸o˜es de funciona-
lidade sa˜o as alterac¸o˜es nos requisitos que o usua´rio determina que sejam imple-
mentadas no sistema. Esse passo e´ executado utilizando-se as abstrac¸o˜es de mais
alto n´ıvel, obtidas no passo anterior. Sem o modelo abstrato, e´ necessa´rio decidir
questo˜es de alto n´ıvel utilizando-se comandos de baixo n´ıvel (por exemplo, um co-
mando de alto n´ıvel tal como “Altere a associac¸a˜o entre as entidades X e Y” deveria
ser traduzido para um outro de baixo n´ıvel, tal como “Adicione uma tabela que
contenha as refereˆncias entre X e Y”);
46 Revista Cieˆncias Exatas e Naturais, Ano 1, no. 2, Jan/Jun 2000
⇒ Reprojetar o sistema: parte-se das abstrac¸o˜es de alto n´ıvel, obtidas nos
passos anteriores, para uma representac¸a˜o mais concreta, ou seja, executa-se a en-
genharia progressiva reimplementando o sistema. Neste processo, deve-se levar em
considerac¸a˜o as alterac¸o˜es de te´cnicas de implementac¸a˜o. Se apenas parte do sistema
for alterado, devem-se considerar questo˜es sobre a integrac¸a˜o/comunicac¸a˜o entre as
partes velhas e novas do sistema.
Gall e Klosch (1995) relatam um processo para se encontrar objetos em programas
procedimentais. Esse processo de identificac¸a˜o de objetos e´ baseado nas informac¸o˜es
derivadas do co´digo fonte, integradas com conhecimento espec´ıfico do sistema e
do domı´nio da aplicac¸a˜o, os quais resultam em representac¸o˜es das semaˆnticas das
aplicac¸o˜es em objetos. A identificac¸a˜o de objetos inicia-se com a gerac¸a˜o de docu-
mentos de projeto de baixo n´ıvel, como diagramas estruturados e diagramas de fluxo
de dados, sendo estes a base para o processo de identificac¸a˜o dos objetos.
Sneed e Nya´ry (1995) descrevem uma abordagem para extrair automaticamente
documentac¸a˜o de projeto, orientada a objetos a partir de programas escritos em
COBOL para mainframe; mapas ou paine´is para comunicac¸a˜o com o usua´rio; bases
de dados armazenados e carto˜es de controle de execuc¸a˜o do programa.
Yeh et al. (1995) abordam a recuperac¸a˜o de representac¸o˜es arquiteturais de
software, partindo do co´digo fonte. A experieˆncia inclui desenvolvimento, imple-
mentac¸a˜o e teste de uma abordagem interativa para recuperac¸a˜o de tipos abstratos
de dados (TADs) e instaˆncias de objetos extra´ıdos de programas escritos em lingua-
gens convencionais como C.
Newcomb e Kotik (1995) descrevem uma ferramenta de reengenharia para trans-
formar automaticamente um sistema procedimental em sistema orientado a objetos
sem alterac¸a˜o de funcionalidade. O processo de transformac¸a˜o em forma orientada
a objetos localiza dados e procedimentos redundantes, duplicados e similares, e os
abstrai em classes e me´todos.
Segundo Ramamoorthy e Tsai (1996), os me´todos de engenharia reversa exis-
tentes ate´ o momento na˜o recuperam de modo automa´tico todas as viso˜es do soft-
ware. Isso acontece basicamente porque a fase de implementac¸a˜o - caracterizada
principalmente por programas fonte e descric¸a˜o de arquivos - na˜o conte´m todas as
informac¸o˜es essenciais para o processo de engenharia reversa, as quais sa˜o providas
pela fase de ana´lise, sendo necessa´ria a intervenc¸a˜o humana para extrair boas repre-
sentac¸o˜es de projetos de software, principalmente em n´ıveis mais altos de abstrac¸a˜o
(TANGORRA e CHIAROLLA, 1995).
4.2 Ferramentas de aux´ılio a` reengenharia
Existem ferramentas com a finalidade de auxiliar a execuc¸a˜o da reengenharia. A
maioria das ferramentas sa˜o utilizadas na etapa de engenharia reversa do sistema a
ser reconstru´ıdo.
Segundo Pressman (1995), as ferramentas baseadas em engenharia reversa esta˜o
ainda “engatinhando”, ficando claro que as pesquisas na a´rea de entendimento de
co´digo sa˜o muito importantes e muitas outras pesquisas ainda acontecera˜o.
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As ferramentas devem ser adequadas aos processos de reengenharia, e na˜o os
processos adequados a`s ferramentas. As ferramentas de suporte dispon´ıveis para
auxiliar a reengenharia teˆm influeˆncia sobre os custos de reengenharia.
Existem muitas ferramentas de reengenharia com aplicabilidade em sistemas de
software. O Quadro 1 apresenta va´rias dessas ferramentas, mostrando de onde
proveˆm as informac¸o˜es de entrada e o que cada uma delas produz como resultado.
Quadro 1: Escopo das informac¸o˜es utilizadas por ferramentas de reengenharia, as
respectivas viso˜es e outras sa´ıdas produzidas.
O escopo das informac¸o˜es que cada ferramenta utiliza sa˜o provenientes:
⇒ do co´digo fonte do software: cada ferramenta trabalha com co´digo em deter-
minada linguagem (pre´-definida);
⇒ da base de conhecimento do sistema: constitu´ıda por documentac¸a˜o existente,
informac¸o˜es de usua´rios ou projetistas do software e bibliotecas de componentes,
entre outras.
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Em relac¸a˜o aos resultados produzidos, quando apenas o co´digo fonte e´ utilizado
como entrada, as viso˜es fornecidas sa˜o, em geral, em n´ıvel implementacional e es-
trutural. Para se obter viso˜es mais abstratas (funcional e de dom´ınio), bem como
outras sa´ıdas, e´ necessa´rio utilizar como entrada, ale´m do co´digo fonte, bases de
conhecimento sobre o sistema.
5 Considerac¸o˜es finais
Este artigo na˜o aborda exaustivamente todo o conteu´do relacionado a` reengenharia
de software. Sendo destinado ao apoio pedago´gico, o enfoque maior esta´ nas definic¸o˜es
− “o que” e´ a reengenharia e outros termos relacionados a manutenc¸a˜o de software
− e na aplicabilidade dessa atividade − “por que” realizar a reengenharia de um
software.
O “como”, ou seja, a forma de realizar a reengenharia em um software depende
de muitos fatores, relacionados, por exemplo, com a forma de trabalho da empresa, a
origem do software em questa˜o e com o desenvolvimento de tecnologias para apoiar
essa atividade. Algumas ferramentas dispon´ıveis foram inclu´ıdas, com o intuito de
fornecer uma visa˜o geral de como executar a reengenharia de um software.
A importaˆncia da reengenharia esta´ em possibilitar que todo conhecimento agre-
gado ao software legado na˜o seja perdido, o que aconteceria se a opc¸a˜o fosse pelo
desenvolvimento de um novo software.
O processo de extrac¸a˜o do conhecimento de um software legado e´ realizado pela
engenharia reversa, que fornece viso˜es mais abstratas do que o co´digo do sistema e/ou
alguma outra documentac¸a˜o possivelmente existente. Com essas viso˜es e´ poss´ıvel
compreender o software e o sistema em que esta´ inserido, possibilitando a produc¸a˜o
de modelos de ana´lise que servira˜o a` reengenharia.
Da reengenharia de um software resulta uma nova versa˜o, que agrega toda a
informac¸a˜o do software legado, as inovac¸o˜es tecnolo´gicas e novas funcionalidades
desejadas. Dessa forma, a reengenharia de software na˜o trata apenas de moderniza´-
lo, mas tambe´m adapta´-lo de acordo com as novas necessidades do processo em que
esta´ inserido.
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