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P ::= 0 (空)
j p(X1; : : : ; Xm) (m  0) (アトム)
j P; P (分子)
j {P} (セル)
j T :- T (ルール)
T ::= 0 (空)
j p(X1; : : : ; Xm) (m  0) (アトム)
j T; T (分子)
j {T} (セル)
j T :- T (ルール)
j @p (ルール文脈)
j $p[X1; : : : ; Xm|A] (m  0) (プロセス文脈)
j p(*X1; : : : ; *Xm) (m > 0) (アトム集団)
A ::= [] (空)
j *X (リンク束)
図 2.1: LMNtalの構文












0は中身のないプロセス，p(X1; : : : ; Xm) はm価アトム，P; P はプロセスの並







プロセスP に 1回だけ出現するリンク名はP の自由リンク (P の外部につながる


























Head :- Guard |Body
例 2.3.1 ガードを持つルール
a(X), $n[X] :- int($n), $n>0 |
a(Y), $n[Y], a(Z), $n[Z]
は，1価アトム aが正整数アトムにつながっている場合，その構造の複製を作るこ






a(X), $n[X] :- $n>0 |



















トム aの第 k引数として，(リンク名のかわりに) 最終引数を省略したアトム bを
書くと，aの第 k引数と bの最終引数とがリンク接続されているものと見なす．た
とえば f(g(x))は f(A); g(B;A); x(B)と等しい．Ai を第 i要素とするリスト構造






























































































spec [formals, locals] 仮引数 (formals)と局所変数 localsの個数を宣言する．




deref [dstatom, srcatom, srcpos, dstpos] アトム srcatomの第 srcpos引数の
リンク先が第 dstpos引数に接続していることを確認したら，リンク先のアトムへ
の参照を dstatomに代入する．
func [srcatom, funcref ] アトム srcatomがファンクタ funcref を持つことを確
認する．
commit [ruleref ] ルールのマッチングに成功したことを表す．ruleref はルール
名である．
removeatom [srcatom, srcmem, funcref ] 膜 srcmem にあってファンクタ
funcref アトム srcatomを srcmemから取り出す．
10
3.5 中間命令列 Javaによる LMNtal処理系
newatom [dstatom, srcmem, funcref ] 膜 srcmem にファンクタ funcref を
持つ新しいアトム作成し，参照を dstatomに代入する．
newlink [atom1, pos1, atom2, pos2, mem1 ] アトム atom1（膜mem1 にあ
る）の第 pos1 引数と，アトム atom2 の第 pos2 引数の間に両方向リンクを張る．
freeatom [srcatom ] アトム srcatomのリソースを解放する．
movecells [dstmem, srcmem ] （親膜を持たない）膜 srcmemにある全てのア
トムと子膜を膜 dstmemに移動する．
relink [atom1, pos1, atom2, pos2, mem ] アトム atom1（膜mem にある）
の第 pos1 引数と，アトム atom2 の第 pos2引数のリンク先（膜memにある）の引
数を接続する．
unify [atom1, pos1, atom2, pos2, mem ] アトム atom1 の第 pos1 引数のリ
ンク先（膜memにある）の引数と，アトム atom2 fの第 pos2 引数のリンク先（膜
memにある）の引数を接続する．
unifylinks [link1, link2, mem ] リンク link1 の指すアトム引数とリンク link2
の指すアトム引数との間に双方向のリンクを張る．
copycells [dstmap, dstmem, srcmem ] 膜 srcmemの内容のコピーを作成し，
膜 dstmemに入れる．
dropmem [srcmem ] 膜 srcmemを破棄する．
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3: spec [2, 5]
4: --memmatch:
5: spec [1, 5]
6: findatom [1, 0, 'a'_1]
7: deref [2, 1, 0, 0]
8: func [2, 'b'_1]
9: commit ["b_to_c", 0]
10: dequeueatom [1]
11: dequeueatom [2]
12: removeatom [1, 0, 'a'_1]
13: removeatom [2, 0, 'b'_1]
14: newatom [3, 0, 'a'_1]
15: newatom [4, 0, 'c'_1]



















































































































































































































a(X), { b(X, Y), c(Y) }. 
という構造がある場合，以下の 4通りの並べ方が存在する．
1. a(X), { b(X, Y), c(Y) }.
2. a(X), { c(Y), b(X, Y) }.
3. { b(X, Y), c(Y) }, a(X).






















id(a(L0; : : : ; LN); ) = hT ATOMi+ ha=Ni+ id(linked(L0); L0) +   + id(linked(LN); LN)
再帰的に辿られる膜に対しては，辿ってきた自由リンクを含む分子を最初に並
べる．
id(rfM1; : : : ;Mk[L]; : : : ;MNg; L) =hT LMEMi+ hri+ id(Mk)













1: state calc hash(s)
2: if state hash(s) 2 conflict hashvalues then
3: state calc mem id(s)
4: if not contains(state id tbl; s) then
5: insert(state id tbl; s)
6: end if
7: else
8: if not contains(state tbl; s) then
9: insert(state tbl; s)
10: if T  conflict num(state hash(s)) then
11: add element(conflict hash values; state hash(s)
12: for all t 2 states with hash(state tbl; state hash(s)) do
13: state calc mem id(t)












































































































































procedure enc linked mem(mem; atom)













1: for all atom 2 mematoms(m) do





1: for all m 2 children(mem) do












5: if is outside proxy(atom) then
6: in proxy  get linked atom(atom; 0)
7: enc linked mem(proxy mem(in proxy); get linked atom(in proxy; 1))
8: end if
9: if is inside proxy(atom) then
10: write(T ESCAPE)
11: out proxy  get linked atom(atom; 0)
12: enc atom(get linked atom(out; 1))
13: end if
14: for i = 0 to arity(atom) do
15: enc atom(get linked atom(atom; i))
16: end for
17: end if




1: for all mem 2差分情報を持つ膜 do
2: commit mem(mem; get mem delta(root delta;mem)
3: end for
4: for all src atom 2リンクが書換えられたアトム do
5: new atom get modified(root delta; src atom)
6: for i = 0 to arity(atom)  1 do
7: if new atomの i番目のリンク先が new atomと接続していない then




procedure commit mem(mem; delta)
1: for all atom 2追加されたアトム do
2: ush atom(mem; atom)
3: end for
4: for all atom 2削除されたアトム do
5: remove atom(mem; atom)
6: end for
7: for all m 2追加された膜 do
8: add child mem(mem;m)
9: end for
10: for all m 2削除された膜 do
11: remove child mem(mem;m)
12: end for
13: for all r 2削除されたルールセット do
14: remove ruleset(mem; r)
15: end for
16: for all r 2追加されたルールセット do







1: for all mem 2差分情報を持つ膜 do
2: revert mem(mem; get mem delta(root delta;mem)
3: end for
4: for all src atom 2リンクが書換えられたアトム do
5: new atom get modified(root delta; src atom)
6: for i = 0 to arity(atom)  1 do
7: if src atomの i番目のリンク先が src atomと接続していない then




procedure revert mem(mem; delta)
1: for all atom 2削除されたアトム do
2: ush atom(mem; atom)
3: end for
4: for all atom 2追加されたアトム do
5: remove atom(mem; atom)
6: end for
7: for all m 2削除された膜 do
8: add child mem(mem;m)
9: end for
10: for all m 2追加された膜 do
11: remove child mem(mem;m)
12: end for
13: for all r 2追加されたルールセット do
14: remove ruleset(mem; r)
15: end for
16: for all r 2削除されたルールセット do










CPU Quad-Core AMD Opteron(tm) 2.3GHz, Quad Core  2(8CPUs)
Memory 16 GB RAM
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