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 translator from KIF to PDDLFiona MNeill, Alan Bundy, Chris WaltonCISA, Shool of Informatis, The University of Edinburgh, Appleton Tower,11 Crihton Street, Edinburgh, EH8 9LE, United Kingdom.ff.j.mneill,a.bundy,.d.waltonged.a.ukOtober 4, 2004AbstratIn this paper, we present a translation proess that we have developed to onvert KIFontologies into PDDL. This allows us to dene KIF-based agents that an plan eÆiently. Wedisuss the diÆulties inherent in suh a translation proess, and the steps we have taken tooverome them. This proess is translates from only a subset of KIF to a orresponding subsetof PDDL.1 IntrodutionIt is a fairly ommon senario that agentswithin a multi-agent ommuniation system re-quire the ability to form plans. However, inmost irumstanes, a dierent representationis required for the planner input than for theagent's internal ontology.More generally, sharing and reuse of knowl-edge, and shared voabularies are beoming in-reasingly important issues. If state-of-the-artPDDL planners an be made to be usable withknowledge that is not originally representedin PDDL, through translation proesses, thenthey will be of muh greater use to the broaderAI ommunity.We are working with agents that have knowl-edge represented in KIF [3℄, whih is a full rst-order ontology language. However, KIF ontolo-gies annot be used as input for any state-of-the-art planner; full rst order planners are in-eÆient and slow. Instead, we wish our agentsto use a PDDL-based planner so as to able toplan eÆiently. PDDL (Planning Domain Def-inition Language) is the language developed bythe AIPS-98 Competition Committee for use in
dening problem domains, and is a ommunitystandard for the representation and exhange ofplanning domain models [2℄. We have thereforedeveloped a translator that will onvert the es-sential features of a KIF ontology into a PDDLrepresentation. We an then use any PDDLbased planner to produe a plan for ahievinga given goal, and exeute this plan within theKIF based agent system. This is urrently onlya one-way proess: the translator will onverta KIF ontology into a PDDL representation sothat planning an be performed, but the re-verse translation from PDDL to KIF annoturrently be performed. We have not writtena reverse translation bak to KIF beause thisis not neessary in our system. The plan thatis produed, the format of whih will dependon the planner used, will need to be translatedinto a format that is readable by the KIF agent;however, this is a small problem beause theformat of the plan is not omplex, but simplya sequene of ations.KIF is a representation that supports fullrst-order logi, and PDDL is basially a rst-order logi language [4℄, although PDDL onlyallows quantiation over nite domains. It
is not possible to diretly translate KIF state-ments that inlude quantiation over innitedomains. However, the syntax of PDDL is de-veloped so that it an be onsidered to be arst-order representation, with the added pro-viso that uninstantiated variables and quan-tiation over innite domains are not permit-ted. Hene, as long as we an deal with vari-ables that are uninstantiated in the KIF on-tology and exlude innite domains, we anregard this proess as a rst-order to rst-order translation proess. By restriting thedomain in suh a way, a PDDL planner is ableto unpak nite onjuntions and disjuntionsin order to produe a propositional spae tosearh through. This removes the overwhelm-ing searh problems faed by a true rst-orderplanner.The representation problems surroundingplanning agents have already been reognised:an automati translator between PDDL andDAML has been developed so that DAMLagents an make use of PDDL planners [6℄.DAML is not full rst-order, so the translationproblem is more onstrained.The aim of this paper is to desribe thetranslator module of our ontologial renementsystem [7, 8℄. We demonstrate that this trans-lator, within the restritions of our require-ments, will produe PDDL les that orretlyorrespond to the original KIF ontology, andthat an be proessed by a PDDL planner toprodue a plan that is exeutable within thisKIF agent system. We are dealing with fairlysimple KIF ontologies that do not utilise thefull sope of the KIF language, and this trans-lation proess is only equipped to deal withsuh ontologies. This has the eet that, sinethe ontologies are relatively simple, the full a-pabilities of PDDL are not utilised either, be-ause this is not neessary for full translationsof our ontologies. It should be stressed that themotivation for this work is to provide a viableunit for our ontologial renement system; thisproblem is not being explored from a generalpoint of view. Most signiantly, the ontolo-gies we are dealing with do not deal with tem-poral planning, and thus durative ations are
not inluded. This paper disusses the issuessurrounding the translation problem in orderto desribe how the problem has been takledand what the diÆulties are.2 KIF and PDDLThere are six dierent types of ontologial ob-jets in a KIF ontology: funtions, relations,axioms, lasses, individuals and frames. Notethat the term funtion has a slightly dierentmeaning in KIF and PDDL. In KIF, a fun-tion refers to a kind of relation (or prediate),that, given instantiations for the rst n-1 ar-guments, has a preisely determined value forthe nth argument. On the other hand, aPDDL prediate for whih the above holds isonly referred to as a funtion if the nth argu-ment is numerial [2℄. A KIF relation or-responds to a PDDL prediate, with the ex-eptions stated above: PDDL prediates in-lude those that are uniquely determined butnon-numerial, whereas in KIF, these would beonsidered to be funtions and not relations.For the sake of larity, we refer to objets thatare alled funtions in both KIF and PDDL(i.e. uniquely determined numerial funtions)as numerial funtions. A KIF axiom or-responds to a PDDL ation; that is, a ruledesribing the preonditions and eets of anamed ation. KIF lasses orrespond toPDDL types. KIF frames and individualsboth orrespond to PDDL objets. A frame isan individual that has initial fats attahed toit; an individual has none. The initial statusof the problem is extrated from informationontained within the frames and individuals ofthe KIF ontology.Our KIF ontologies have been developed us-ing the Ontolingua Ontology editor [1, 5℄. Thisprodues an HTML page ontaining the wholeontology, whih an be saved to a single le.PDDL requires this le to be translated intoa domain le and a problem le (see Figure 1and the example below). In PDDL, the do-main le ontains information that is generalto the whole domain: the names of prediates,
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Figure 1: Arhiteture of Translation Sys-tem
3 Motivating ExampleConsider the situation in whih a virtual travelagent is given a goal to purhase an on-lineplane tiket. In order to ahieve this goal, sev-eral steps must be arried out. For example,the agent must loate a tiket-selling agent, itmust ensure it has suÆient funds, it must workout the orret origin and destination for theight, and so on. Clearly, before the agent anat, it must have a plan for how to ahieve thegoal. Therefore, as soon as the agent identiesa goal, it sends the whole ontology, togetherwith a suitable representation of this goal, tothe translator. PDDL les for the ontology areprodued, whih an then be sent to the plan-ner. The planner will produe a plan for how toahieve this goal, whih an be translated into aformat that is readable by the KIF agent. Onethe KIF agent has the plan, it an then beginto exeute the plan steps. In this short exam-ple, we have the following ontologial objetsin the original KIF ontology:(Define-Frame Travel-Agent :Own-Slots((Instane-Of Agent)) :Axioms ((MoneyTravel-Agent 500)))(Define-Frame Edinburgh :Own-Slots((Instane-Of City)) :Axioms ((FlightEdinburgh London 300)))(Define-Individual London (City) "")(Define-Funtion Flight (?Plae-0?Plae-1) :-> ?Value "" :Def (And(Plae ?Plae-0) (Plae ?Plae-1)(Number ?Value)))(Define-Funtion Money (?Agent-0):-> ?Value "":Def (And (Agent ?Agent-0)(Number ?Value)))(Define-Class Agent (?X) "":Def (And (Thing ?X)))(Define-Class City (?X) "":Def (And (Plae ?X)))(Define-Class Plae (?X) "":Def (And (Thing ?X)))(Define-Axiom Book-Flight "" :=(=> (And (Flight ?Agent-Lo ?Conf-Lo
?Prie)(Money ?Agent ?Amount)(< ?Prie ?Amount))(And (Has-Tiket ?Agent)(= ?Newamount (- ?Amount?Prie))(Money ?Agent ?Newamount)(Not (Money ?Agent ?Amount)))))There are objets referred to in the axiom thatare not dened in the ontology setion above:these are omitted for brevity.Our translation would produe the followingPDDL domain le from the above KIF ontol-ogy:(define (domain domain Ont)(:requirements :strips :fluents :typing)(:prediates(Agent ?Agent)(Plae ?Plae)(City ?City))(:funtions(Money ?Agent)(Flight ?Plae1 ?Plae2))(:ation Book-Flight:parameters (?Agent ?City1 ?City2):preonditions (And(< (Flight?City1 ?City2)(Money ?Agent))(Agent ?Agent)(City ?City1)(City ?City2)):effets (And (Has-Tiket ?Agent)(derease(Money ?Agent)(Flight ?City1?City2)))))and the following PDDL problem le:(define (problem problemOnt)(:domain domainOnt)(:objets London EdinburghTravel-Agent)(:init
(Agent Travel-Agent)(City London)(City Edinburgh)(= (Money Travel-Agent) 500)(= (Flight Edinburgh London) 300))(:goal(Has-Tiket Travel-Agent)))4 Translation ProessThe translator is written in Prolog and workslargely through pattern mathing. For exam-ple, a key prediate is the mathExpressionprediate, whih takes a setion of haratersand an identier that may or may not appearwithin that setion and, if it nds the identi-er, returns what omes before and after thatidentier, and otherwise fails:mathExpression(-BeforeIdentifier,+Identifier,-AfterIdentifier,+Setion)If the identier appears more than onein the expression, the rst appearane willalways be used. In the above expression,following the Prolog onvention, + indiatesthat this argument is instantiated when theprediate is alled and - indiates that thisprediate is uninstantiated when the prediateis alled and is instantiated by the prediate.That is, mathExpression is passed an identierand a setion of ode, and returns what omesbefore that identier and what omes after.For example:mathExpression(Before,`Instane-of ',After,`(Instane-of Agent)').will return:Before = `('After = `Agent)'.4.1 Numerial FuntionsThe most signiant dierene between KIFand PDDL is the way that numerial funtionsare dealt with. The example ontologies insetion 3 illustrate that the way in whih KIFfuntions are dened does dierentiate themfrom KIF prediates. The arguments of a
funtion are dened, e.g. (?Plae-0 ?Plae-1):-> ?Value rather than simple as (?Plae-0?Plae-1 ?Value). However, when a numerialfuntion is referred to in a KIF ontology, eitherwithin an ation or as an initial fat, it is dealtwith not as a funtion but as a prediate.For example, a numerial funtion might bedesribed as:(Define-Funtion Money (?Agent) :->?Amount ...,that is, as a funtion, but a possible instantia-tion would be:(Money Planning-Agent 100),so that it looks like a prediate.In PDDL, the numerial argument is notinluded in the prediate denition, but ratherit is written as a funtion, so that it would bestated:(Money ?Planning-Agent)and would appear within the funtion de-nitions in the domain le rather than in theprediate denitions.The spei value of this funtion is notexpliitly mentioned. The PDDL plannerwould be aware that this had a numerialvalue attahed to it beause it would bedelared within funtions rather than withinprediates. Although it appears that informa-tion has been lost here, in fat the value ofthe funtion is traked impliitly by PDDL;thus the information remains but it is nolonger expliitly represented. If there is aninstantiation for this numerial funtion inthis initial state, then the value of this wouldbe stated as follows:(= (Money ?Agent) 100).During the planning proess, the PDDLplanner will keep trak of the value of allthe prediates and these hanging values arenot referred to speially within the axioms.However, in a KIF axiom, these values mustbe referred to and are thus given expliitnames. For example, a Buy rule may have apreondition that the amount of money thebuying-agent has must be greater than theost of the item whih is purhased. In KIF
this would be stated as follows:(Money ?Agent ?Amount) ^ (Cost ?Item?Prie) ^ (> ?Amount ?Prie)whereas in PDDL, this would be stated as:(> (Money ?Agent) (Cost ?Item))A postondition for the same ation might bethat the money that the agent now has is theoriginal amount less the ost of the item. InKIF, this would be:(= ?Newamount (- ?Amount ?Prie)) ^ (Money?Agent ?Newamount) ^ (Not (Money (?Agent?Amount))).In PDDL, this would be:(derease (Money ?Agent) (Cost ?Item))Dealing with this dierene in represen-tation for numerial prediates is by far themost diÆult aspet of the translation proess.It auses some diÆulties in writing theproblem le, though these are not partiularlyhard to solve. More omplex are the diÆultiesthis reates in writing the domain le, andpartiularly in the statement of the axioms.These problems are disussed, together withour solutions to them, in setions 4.3 and4.4.1.4.2 Writing the Problem FileA PDDL problem le ontains the spei de-tails of this partiular problem within the do-main desribed in the domain le. The inputfor this proess is the goal, and the list on-taining all the KIF denitions relevant for theproblem le, whih are those pertaining to indi-viduals. The PDDL problem le needs to on-tain: A list of the names of the individuals A list of what is true initially, whih in-ludes:{ A list of the lasses of individuals{ A list of the initial fats; i.e. initialinstantiations of the prediates The goal
In KIF, fats are not stated independently butinstead are attahed to the rst individual towhih they pertain. For example, (LoationAgent1 Timbuktu) would be ontained eitherwithin the denition of the individual Agent1or within the denition of the informationTimbuktu.The information (ontained in the list sent tothe problem le) has not been proessed at thisstage, merely sifted for information relevant tothe problem le. All the denitions within thisrelevant list are exatly as they appear in theKIF ontology. The rst step is to proess thislist by extrating the useful information fromthe KIF denitions and forming it into threelists that orrespond to the three items listedabove (exluding the goal). This is done bysearhing for key markers within the denition.For example, an individual will either beginwith the statement Dene-Individual, if thereare no fats attahed to this individual de-nition, or Dene-Frame if there are attahedfats. The name of the individual always ap-pears immediately after this initial marker. Ifthe marker is Dene-Individual, we need onlyextrat the lass of this individual. If the makeris Dene-Frame, we then need to nd the fatsattahed to this individual. These appear intwo dierent plaes, depending on what kindsof fats they are. Some, inluding the lass,whih is indiated by the prediate instane-of,appear in a list soon after the name, and someappear in a separate list of axioms. The for-mer do not inlude the name of the individual,whih must be added in later.Examples are given below:(Define-Individual Isabelle-Paper-Dvi(Dvi-Paper))This line, when proessed, will addIsabelle-Paper-Dvi to the list of individ-uals and (Dvi-Paper Isabelle-Paper-Dvi) tothe list of lasses.(Define-Frame Luas :Own-Slots((Has-Paper Isabelle-Paper-Dvi)(Instane-Of Agent)(Loation Edinburgh)):Axioms ((Money Luas 1000)))
This line will add Luas to the list of in-dividuals, (Agent Luas) to the list of lassesand (Has-Paper Luas Isabelle-Paper-Dvi),(Loation Luas Edinburgh) to the list of fats.The fat (Money Luas 1000) will also be ex-trated from this line. However, beause Moneyis a funtion, it requires further proessing, and(= (Money Luas) 1000) will be added to thelist of fats.One the entire list of relevant denitions hasbeen proessed, the lists ontaining this infor-mation, together with the goal, are passed to aprediate whih writes the problem le. Thiswill rst write the neessary initial information,suh as the name of the problem that is be-ing dened and the name of the domain withinwhih the problem is desribed, to the problemle. The three lists (of individuals, lasses ofindividuals and fats) are proessed by simplywriting them, member by member, within theorret brakets and initialisers. Finally, thegoal, whih has been translated from the Pro-log format in whih it was input to a formatreadable by PDDL, is inserted into the orretplae.4.3 Writing the Domain FileThe domain le ontains: Prediates, whih inludes:{ all prediates that do not have a nu-merial value{ lass names Funtions (non-numerial prediates) Ations, whih ontain the following infor-mation:{ a list of all the variables mentionedin that ation{ the preonditions of the ation{ the eets of the ationThe relevant lines of denitions are thosedening KIF funtions, relations, axioms andlasses. As disussed above, KIF funtions do
not orrespond diretly to PDDL funtions,beause PDDL only onsiders KIF numerialfuntions to be funtions; non-numerial fun-tions are onsidered to be prediates. KIF ax-ioms orrespond to PDDL ations. These inputlines are proessed to reate four lists of infor-mation required by the domain le: a list ofall the prediates (this inludes both numerialand non-numerial prediates, i.e. both KIFrelations and KIF funtions, and both PDDLprediates and PDDL funtions), a list of thelasses, a list of the ations and a list of thenumerial funtions. The format of the list ofall the prediates and the list of the numerialfuntions is dierent, beause the former arerepresented as prediates and the latter as fun-tions. In the latter, the prediates are listedwith the numerial argument removed (whih ishow they must be expressed in PDDL, see se-tion 2.2), whereas in the prediates list, beausethey are not identied as being numerial, theyare listed as a prediate name, followed by a listof all the arguments and their lasses. In thelist of ations, eah ation is stored as an ationname followed by a list ontaining all the pre-onditions, as they appear in the KIF ontology,and all the eets.Writing the domain le is far more omplexthan writing the problem le, largely due to thediÆulties with ations, whih are disussed be-low. The le is initialised by stating the nameof the domain le and the PDDL requirements.The prediate and lass lists are adapted with-out too muh diÆulty so that they an be writ-ten down in the appropriate plae. The numer-ial funtion list is used to write down the fun-tions. Note that in our system at the moment,numerial funtions are written down both asprediates and as funtions. In the former ver-sion they have an extra argument (the numeri-al argument) whih is not inluded when theyare written as funtions. It is fairly trivial tohek prediates against the numerial predi-ate list and only write down those that are notnumerial in the ordinary prediate slot. How-ever, this is not done for reasons disussed insetion 4.3.1. Expressing these numerial fun-tions twie in dierent ways and in two dier-
ent denition areas does not raise problems, asthe planner onsiders them to be two dierentobjets.4.3.1 Pseudo VariablesOne of the limitations of PDDL is that it an-not deal with uninstantiated variables. Thisis beause, although PDDL appears to be arst-order language, most PDDL planners arein fat only pseudo-rst-order, and work by re-ating all possible instantiations of the problemand searhing through it, i.e. in a propositionalmanner. This is a problem for our system, aswe wish to deal with agent plans in whih thereare unknowns after planning. For example, anagent may have a plan to attend a onferenewhih involves registering at the onferene andthereby reeiving a registration number, andthen using that number when atually attend-ing the onferene. Suh onrmation numbersare useful in an agent system, as they allowthe traking of external objets that the agentspossess, or privileges to whih they are entitled.When forming a plan, it is not neessary, andindeed impossible, to know what these onr-mation numbers are. These an only be instan-tiated during plan exeution.In order to fore PDDL to deal withthese uninstantiated variables, we have devel-oped a lass alled Confirmation-Number andan individual belonging to that lass alledPseudo-Variable. When writing an ontology,if we are reating an axiom in whih a partiu-lar variable annot be instantiated until planexeution, the individual Pseudo-Variable isinserted in plae of this variable. This vari-able may or may not be numerial; that is,this pseudo-variable will sometimes be found inprediates that PDDL onsiders to be ordinaryprediates, and sometimes in prediates thatPDDL onsiders to be funtions. However, ifwe are using Pseudo-Variable as a plae holderin a prediate in some ation, we do not wantthis prediate to be onsidered to be a funtion,sine this means that PDDL will expet to beable to assign a spei numerial value to it.When we are dealing with numerial fun-
tions, we either want them to be onsidered asordinary prediates, if the numerial argumentis replaed by Pseudo-Variable, or as fun-tions if it is not. The diÆulty is that thesePseudo-Variable markers do not appear in thedenition of the prediates, but only withinspei ations. It is impossible to tell fromthe denition of a numerial funtion whetherwe will want to deal with it as a prediate oras a funtion. For this reason, sine it doesnot reate a problem with the planner, we de-ne numerial funtions as both prediates andfuntions (with one less argument), thus allow-ing PDDL to onsider them as either, depend-ing on the axiom it is urrently dealing with.4.3.2 Creating AtionsOne of the more diÆult tasks involved in writ-ing the domain le is dealing with the numeri-al funtions within the ations. In ation de-nitions, it is not simply a ase of inserting de-nitions. Instead, we must deal with arithmetioperations. An example of a KIF rule ontain-ing arithmeti operations, and its PDDL equiv-alent, are given below:KIF rule:(Define-Axiom Buy "" :=(=> (And (Prie ?Item ?Cost)(Money ?Agent ?Amount)(Loation ?Agent ?Shop)(< ?Cost ?Amount))(And (Has ?Agent ?Item)(= ?Newamount (- ?Amount ?Cost))(Money ?Agent ?Newamount)(Not (Money ?Agent ?Amount)))))PDDL rule:(:ation Buy:parameters (?Item ?Agent ?Shop):preonditions: (And (< (Prie ?Item)(Money ?Agent))(Loation ?Agent ?Shop)(Agent ?Agent)(Item ?Item)(Shop ?Shop)):effets: (And (derease (Money ?Agent)(Prie ?Item))(Has ?Agent ?Item)))
The rst step is to alter the logi of the KIFto bring it in line with the logi of PDDL.That is, turn the KIF prediates into funtionsby removing the expliit representation of thevalue. For example:(Money ?Agent ?Amount)would be folded to the funtion:(Money ?Agent).It appears that information has been lostin this proess. However, the informationontained in the variable ?Amount still exists,it is just not expliit. PDDL traks the valuesof all of the funtions: a value will have beendelared for (Money ?Agent) either initiallyor in a previous rule. The value ontainedin ?Amount will be assigned impliitly to thePDDL funtion, and thus there is no need torepresent it expliitly. However, we annotimmediately forget about the variable ?Amount,beause this will be used at other stages of therule to refer to the value of (Money ?Agent).It is still neessary to link these funtions tothe variable that represented their value, sothat we know how these should be replaedwithin the arithmeti. ?Amount is a markerfor the value of (Money ?Agent), and one analways refer to ?Amount at any plae in theKIF preonditions or eets of that ation,and this will be a referene to the value of(Money ?Agent). Thus, if we wish to hangethe amount of money, we an hange the valueof ?Amount and assert this as the new argumentof the prediate:(= ?NewAmount (- ?Amount ?Cost)) ^ (Money?Agent ?NewAmount) ^ (Not (Money ?Agent?Amount)).When we treat these prediates as funtions,we lose this value marker. In PDDL, it is notneessary to have a marker for the value of afuntion, beause these values are automati-ally traked by the planner. However, whenwe are translating to PDDL, we need to keepa reord of these markers so as to be able todetermine where these new funtions shouldbe plaed. Thus, the following translationtakes plae:
(f ?~x ?y) ^ ) f?y=(f ?~x)gIn the above expression, f indiates afuntion, ?~x indiates one or more variables,?y indiates a single variable and  indiatesthe whole of the preonditions and eets.f?y=(f ?~x)g indiates the preonditionsand eets, with every ourrene of (f ?~x)replaed by the variable ?y; ?y is the markerfor the funtion (f ?~x).The rst thing to be done is to strip allthe prediates that will beome numerialfuntions from the rule, keeping a reord oftheir markers, and then replae any ourreneof these markers with the numerial funtions.For example::preonditions (And (Money ?Agent ?Amount)(Prie ?Item ?Cost) (< ?Cost Amount)(Loation ?Agent ?Shop)):effets (And (= ?NewAmount (- ?Amount?Cost)) (Money ?Agent ?NewAmount) (Not(Money ?Agent ?Amount)))would rst of all beome:Preonditions: (And (< ?Cost ?Amount)(Loation ?Agent ?Shop))Effets: (And (= ?NewAmount (- ?Amount?Cost))),with stored information:[?Amount(Money ?Agent),?Cost(Prie?Item),?NewAmount(Money ?Agent)℄The role in KIF of these prediates thathave been removed is to reate an identier forthe value. That is, by stating (Money ?Agent?Amount) in the KIF preonditions, we havedelared that ?Amount is the temporary namegiven to the amount of money that ?Agent has.In PDDL, suh delarations are unneessarybeause we do not need an expliit way ofreferring to the value. Thus these delarationsare stripped from the preonditions. Note thatwe now have two dierent markers for the
numerial funtion (Money ?Agent), beausethe value of this funtion is hanged by therule. In KIF, there is no problem with havingthe same prediate with dierent markers, asthe markers distinguish them. However, if wewere to replae both these markers by thefuntions to whih they are attahed, we wouldhave two ourrenes of the same funtion,(Money ?Agent), whih would eah time take adierent value. For example, this would leadto statements suh as:(= (Money ?Agent) (- (Money ?Agent) (Prie?Item)))whih, sine (Prie ?Item) has a non-zerovalue, is not logially onsistent. The reasonthese inonsistenies our is beause wehave, at this stage, hanged the logi but nothanged the syntax. Sine these prediateshave now beome funtions, we have noneed to assign values to them in the previousmanner: we do not need an equality statement.For this reason, we do not replae markersthat ome immediately after an equals sign.Instead, we leave them in for this stage of therewriting, and remove them later when the syn-tax is altered. So, after we have replaed themarkers with the numerial funtions, we have:Preonditions: (And (< (Prie ?Item)(Money ?Agent)) (Loation ?Agent ?Shop))Effets: (And (= ?NewAmount (- (Money?Agent) (Prie ?Item))))with stored information:[?NewAmount(Money ?Agent)℄We now need to alter the syntax so thatit is also in line with PDDL. There are threedierent types of operators that we need toonsider: omparative operators, arithmetialoperators and assignment operators. Foromparative operators, the syntax of KIFmathes the syntax of PDDL: one we havereplaed the markers with the funtions, wealready have a readable PDDL omparator:(< (Prie ?Item) (Money ?Agent))
However, arithmetial and assignmentoperators are rather more omplex. In KIF,assignment operators are always signalled byan equals sign, and the manner in whih theassignment is being made is ontained withinthe equality. For example,:(= ?NewAmount (- ?Amount ?Cost))means assign to the variable ?NewAmount thevalue of ?Amount less the value of ?Cost.The arithmetial operator - gives furtherinformation about the way in whih the valueis assigned: in order to nd the value of?NewAmount, we derease ?Amount by a ertainamount. In PDDL, there are ve assignmentoperators: assign, sale-up, sale-down,inrease and derease. So an expression inKIF that requires two arithmetial operators, =and -, an be represented in PDDL by a singleoperator, derease. Likewise, an equalitystatement ontaining a + would orrespond toinrease, one ontaining a * would orrespondto sale-up, and one ontaining a / wouldorrespond to sale-down. We use these fourassignment operators, as opposed to simplyassign, beause the funtion to whih thevalue is being assigned is the same as one ofthe funtions in the arithmeti expression:in this ase, we are nding a new value for(Money ?Agent) by altering the old value bythe amount represented by (Cost ?Item).However, if we are assigning a value to adierent funtion, we use assign. In our aboveexample,(= ?NewAmount (- ?Amount ?Cost))will eventually beome:(derease (Money ?Agent) (Prie ?Item))However, if the variable that was beingassigned a value (in this ase ?NewAmount)did not orrespond to a funtion within theequality statement, we would use assign. Forexample, if ?NewAmount was a marker for afuntion (Random-Value), the above statementwould be onverted to:(assign (Random-Value) (- (Money ?Agent)(Prie ?Item)))or perhaps ?NewAmount refers to the money ofanother agent. We would then have:(assign (Money ?Agent1) (- (Money ?Agent)
(Prie ?Item)))In this situation, beause the arithmetial op-erator is not ontained within the assignmentoperator, as it is in derease, it must be usedexpliitly. Thus arithmetial operators are notalways onsumed by assignment operators;this depends on the situation.Sometimes, KIF statements assign values tovariables that do not orrespond to funtionsat all. For example:Preonditions: (And (Prie ?Item1 ?Cost1)(Prie ?Item2 ?Cost2) (Prie ?Item3?Cost3) (Money ?Agent ?Amount))Effets: (And (= ?Total (+ ?Cost1 ?Cost2?Cost3)) (= ?NewAmount (- ?Amount ?Total))(Money ?Agent ?NewAmount))This is similar to the preonditions andeets of the rule above, exept that we havea variable ?Total whih is a plae holder foran expression, rather than a marker for afuntion. This is dealt with in a similar way tothe funtion markers. The variable ?Total isremoved from the expression but informationabout what it is referring to is retained. It anthen be inserted into the statement at a laterstage. This would eventually lead us to:Preonditions: (And ())Effets: (And (derease (Money ?Agent)(+ (Prie ?Item1) (Prie ?Item2) (Prie?Item3))))However, this would still not be orretPDDL. In KIF, the arithmeti funtion +an take two or more arguments, whereas inPDDL, + an only take exatly two arguments.Thus, if we nd a + expression with more thantwo arguments, they must be nested. So theeets would beome:Effets: (And (derease (Money ?Agent)(+ (Prie ?Item1) ( + (Prie ?Item2)(Prie ?Item3)))))
We have similar problems with the otherarithmetial operators, and they are dealt within a similar manner.Although there are ertain ompliationswith the translation of preonditions and ef-fets, some of whih have been disussed above,it is nevertheless relatively straightforward toshow that every ase has been onsidered.There are a small number of KIF operatorswhih orrespond to a small number of PDDLoperators and so, one the translation of somehas been implemented, it is not diÆult to gen-eralise it so that it an apply to any KIF arith-metial statement.One the preonditions and the eetshave been proessed, all that remains to bedone is to identify the variables used in theation, so that these an be delared. This isdone simply by building a list of variables bystripping all the variables from the proessedpreonditions and postonditions, and thenremoving any dupliates from this list. Thismust be done after the preonditions andeets have been proessed, as otherwise wewill delare variables that do not appear inthe proessed preonditions and eets, suhas ?NewAmount or ?Total.One these three lines of information:the variables (parameters), the preonditionsand the eets, have been developed, theation an very easily be written down in theorret plae in the le. All that remains is toloate the name of the ation and plae thatin the proper plae.In summary, the main hanges that need tobe made are:1. Remove the numerial argument from KIFnumerial prediates, so that the prediateis folded into a PDDL funtion.2. Remove all ourrenes of that numerialprediate that do not appear in an arith-metial expression from the rule; these arethere to assign values to the prediate, andare not neessary for PDDL funtions.3. Replae all ourrenes of the marker (the
name of the numerial variable in KIF)with the PDDL funtion.4. Rearrange the arithmeti and the assign-ment operators aordingly.5 Evaluation and Fur-ther WorkWe have evaluated the translator from a purelypratial point of view by plugging it in as aomponent of our dynami ontology renementsystem [7, 8℄. In suh a ontext, it is requiredto, and has proved apable of, automatiallyreading the KIF ontology, proessing the on-tology to produe the two PDDL les, passingthese les to the planner, and reeiving a planfrom the planner. This plan is then interpretedand exeuted within the agent system. Fre-quent manual heks have been made to on-rm that the PDDL les orrespond orretlyto the KIF ontology, and that the plan pro-dued by the planner is indeed valid aordingto the KIF ontology. However, we do not laimthat our translation proess urrently providesa full solution to the problem of translationfrom KIF to PDDL. The breadth of ontologiesit has been tested on is not partiularly wide.We know, for example, that some numerial op-erations have not been inluded in the transla-tor beause we do not urrently have any needfor them. More signiantly, we are not dealingwith temporal ations in our ontologies. Thepurpose of the urrent translator is as a work-ing omponent of the system, rather than as anall-purpose KIF to PDDL translator. However,we believe that these missing operators ouldbe added into the translator without muh dif-ulty, and we antiipate that, with a limitedamount of extra work, this translator ould bemade to translate from any nitely quantiedKIF ontology to readable PDDL-1.2 les. Wehave not urrently investigated how diÆult itwould be to translate ontologies that ontaintemporal ations and thus make use of the theextensions to PDDL ontained in PDDL-2.1.We have also not investigated what ould be
done with universal quantiation in a KIF on-tology so that some version of this ontologyould be represented in PDDL.The next stage of development for the trans-lator would be to prove soundness and om-pleteness for the translation proess. As dis-ussed previously, there is no question that thetranslation proess is sound for the whole ofKIF; there are many KIF expressions that an-not be represented under the urrent transla-tion funtion, sine we are only dealing with on-tologies written in a subset of KIF. However, ifwe restrit the proof to a subset of KIF, then itshould be possible to show that the rules of thetranslation proess will take any KIF ontologywithin this subset and produe a logially validPDDL representation. This an be proved byforming a Herbrand model of a KIF ontologyand showing that this an be translated to amodel of a PDDL representation that is logi-ally equivalent to the KIF and also exeutableby a PDDL planner. This work will be un-dertaken in the near future and, sine we areondent that the translation is sound for thesubset of KIF with whih we are working, thisshould not reate diÆulties. The next goalwould be to widen the translation proess to alarger subset of KIF, and eventually produe atranslation funtion that is sound for the wholeof KIF.6 ConlusionsThe aim of the work desribed in this paper isto reate a omponent for our KIF-based ontol-ogy renement system that enables our agentsto use a PDDL planner. This aim has beenahieved and the translator has been suess-fully tested on various ontologies. As desribedin the evaluation setion, this development hasbeen pragmati rather than theoretial, andthus we do not laim that the translator is om-plete, but merely that it makes orret trans-lations for the KIF ontologies we are workingwith. The problem of proving this translatorto be sound and omplete is disussed above.
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