Adaptive Hypermedia (AH) 
Introduction
Adaptive Hypermedia (AH) is perceived to have the potential to offer a richer learning experience, personalised for each learner. To realise this potential however, authors need to have the ability to easily create adaptive material. There exist several Adaptive Hypermedia reference models, like AHAM [9] and LAOS [4] Even when using the tools developed based upon these models, authoring remains a difficult and time consuming task for everyone but experts on the specific systems. The problem arises that whilst authors may be domain experts, they are rarely system experts.
In order to simplify adaptive behaviour authoring for the average educational author, the simplest solution [7] is a visual environment.
Therefore our approach is graphical in nature; however, we allow for the distinction between content and pedagogical specifications, as well as multiple layers. This has some implications in terms of internal and external description of the language(s) involved, as follows. First of all, a visual language is necessary to serve as interfacing mechanism directly with the author. Moreover we need another language for storage.
We have previously introduced the CAM model (Conceptual Adaptation Model) [6] , a generic model for authoring that allows adaptation to be defined in a graphical, flexible and user friendly way.
The remainder of the paper is organized as follows. Section 2 introduces the design of the Authoring tool. In section 3 we describe the required novel adaptation languages,. In section 4 we discuss other related work. Finally, in section 5 we conclude and point to further work.
The GRAPPLE Authoring Shell tool
The GRAPPLE Authoring tool is a tool in which educational authors will be able to specify CAM instance models (as such CAM is a meta-modelling system). The author should be able to define all layers of their specific CAM model with the tool, without the need of extensive training in the computer science subjects of (Adaptive) Hypermedia or even programming. 1 We have decided to split the tool into components corresponding to the model's three mandatory layers [7] ; 1) domain model (DM) editing (creation of the content, as well as of the concepts representing the content, and the various ways in which the content parts can be linked). 2) concept relationship (CRT) editing (editing of pedagogical links, this is in addition to the DM links mentioned above; e.g., prerequisite link, or inhibitor link, etc.) and 3) CAM editing (visual adaptive behaviour editing in a drag &drop environment). A shell is defined to integrate these components into a single tool. This section describes the common infrastructure for this integration. The shell provides three main parts:
1. The Shell class that implements the shell;
2. The AbstractTool class, an abstract class that tools need to be defined as subclass of, in order to be able to work with the shell; 3. The configuration file, config.xml, where configuration settings for the tools are stored, such as the content -, CRT -and CAM repositories.
The CAM Languages
As discussed in section 1, we aim to provide educational authors with an easy to use and flexible authoring environment. The authoring solution most appropriate for this goal is a graphical authoring interface. To describe adaptive behaviour using a stepwise approach, authoring languages are needed for the three steps. To this end we define the following languages:
1.
The CAM visual language, the drag and drop language for authors to create adaptive stories.
2.
The CAM Internal language, for internal storage of the, possibly incomplete, Adaptive Story line creted by the author.export, storage and reference purposes.
3.
The XML External language. The language for export of the created Adaptive Course. This apparent profusion of languages will allow for authors with varying proficiency levels to describe adaptation, as will be explained in the following sections. The rest of this section will discuss the initial design for each of these languages in more detail.
CAM Visual Language
The CAM visual language is the drag and drop language for authors to create adaptive stories. It expresses the CAM model in a visual way and is the only language that is intended for the non-programmer author to work with. This language is essential for ensuring the lowest possible threshold in authoring of adaptation. An example of a CAM description in the visual language is shown in Figure 1 . (see also [6] ). Figure 1 shows an example of grouping five concepts in a complex prerequisite structure (where the first three are prerequisites of the last two). The adaptation behaviour complexity is hidden behind the CRT definition. In the CAM tool, everything is performed via drag&drop: thus, CRTs such as the 'Group prereq' in the figure are dragged from a list of CRTs, and then populated with domain concepts, such as 'Space', 'Planets', etc.
Figure 1 Example of Grouping

CAM Internal Language
The CAM Internal language is the language used internally by the CAM tool. It is designed to store Adaptive Courses that can be incomplete, and is mainly an XML serialisation of the Graphical Language.
Prior experience with the LAG language [3] shows that non-programmer authors prefer not to be at all involved at the level described by this language. On the other hand, programmers or authors with a Computer Science background prefer the more 'hands-on' experience. Thus, for the latter authors only, the CAM XML language could be potentially used directly to describe adaptive behaviour. Also prior research showed that an XML-based language is preferable, as it is both more portable, and perceived as easier to manipulate than a pure programming language, as in the development of the LAG-XLS language Error! Reference source not found.. As the LAG-XLS language was only aimed at learning styles, and we wish to adopt a wider scope of adaptivity in the GRAPPLE project, a new language has to be created.
Below we illustrate the new CAM XML language via an example. We see this type of CAM output as XML descriptions of groups of concepts and named, typed relations between them. For example, if concept 'Space' is to be seen before concept 'Lightyears', a CAM would be: <CAM> <description>Astronomy lesson</description> <CRT:prerequisite card = "2"> <CRT:group name="source" card="3"> <concept> Space</concept> </CRT:group> <CRT:group name="target" card="2"> <concept> Lightyears</concept> </CRT:group> </CRT:prerequisite> </CAM>
In order to add all the concepts as in Figure 1 we would only need to add concepts 'Planets' and 'Earth' to the first group in the prerequisite relation, and concept 'Special relativity' to the second group. The behaviour semantics of the CRT called 'prerequisite' needs to be separately imported from the CRT repository (where the CRT editing tool is storing these descriptions). Thus, the CRT namespace is used in the description (these languages are combined similar to OWL and RDF as per www.w3.org /).
CAM External Language
The CAM External language is the main portable format for the output of the CAM tool. It is designed to be used by other systems (e.g. delivery ststems), allowing them to interface with the CAM tool. The CAM External language consist • All Domain Models that are used in the course • All relationships (CRT instances) that are used in the course • A pruned version of he CAM Internal language, which does not allow parts to be missing.
Related work
As the authoring problems facing AH and AEH are both complex and formidable there has been a great deal of research into addressing these issues [3] , [8] , [9] . The AHA! Graph editing tool and the LAG grammar were both significant advances when they were proposed, but they do not reflect the current state of the art in adaptive technologies. With the GRAPPLE project focused on consolidating AH research and producing global standards, the CAM meta-model represents a timely and fresh examination of adaptive authoring. Whilst there are no other efforts into the consolidation of AH authoring, in [5] and [2] frameworks for the integration and interoperability of user profiles (learner models) are introduced. However, whilst a user model is a vital part of any AH system, it is only a limited part, the CAM languages are able to process all aspects of such a system. In Error! Reference source not found. an AH is described that consists of a variety of web services, this approach allows for ease of extension but is not as versatile as the CAM model.
Conclusions and further work
In this paper we have highlighted the need for easier to use and more flexible authoring tools for Adaptive Hypermedia, which will not require extensive training in computer science related subjects. We have seen that the preferred solution is the use of a graphical editor for the author. We have specified the design of the visual authoring tool Moreover, we have defined the adaptation languages that are required for this kind of approach:
1. The language that serves as interfaces between the human author and the machine, as in the case of the CAM visual language, as well as 2. an Internal storage language 3. and the external language to interface with other systems such as delivery systems. The next steps in this process will involve the development of the authoring tools, as well as the tools for translating CAM instances into usable adaptive courses. From a research perspective, model definition and adaptation language development, especially on a larger scale, such as the GRAPPLE EU project (involving 15 European partners), brings us closer to the aim of having largely adopted, reusable adaptation specifications, and ultimately, standards.
