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LYHENTEET JA TERMIT 
AI Lyhenne englanninkielisestä termistä Artificial Intelli-
gence. Suomeksi tekoäly. AI termiä voidaan käyttää 
tekoälystä yleensä, tai yksittäisestä itsenäisestä koko-
naisuudesta. 
 
Agent Cryenginen kutsumanimi peleissä oleville hahmoille. 
 
Asset Pelin tai muun tietokoneohjelman sisältötiedosto, ku-
ten 3D-malli tai äänitiedosto. 
 
Behavior Tree Tekoälyjen käyttämä logiikkarakenne. 
 
Cryengine Crytek-yrityksen tekemä pelimoottori, eli ohjelma jota 
käytetään pelien tekemiseen. 
 
Faction Ryhmä, jonka perusteella eri agentit voidaan erotella 
Cryengine-pelimoottorissa. 
 
Flow Graph  Cryenginen visuaalinen ohjelmointijärjestelmä. 
 
Flow Node Flow Graph -järjestelmän yksittäinen osa, joista kasa-
taan Flow Graph -kaaviot. 
 
GameSDK Cryenginen pelinkehityspohja. SDK on lyhenne eng-
lanninkielisestä termistä software developement kit. 
 
MBT Lyhenne termistä Modular Behavior Tree. Cryenginen 
uudempi XML-tiedostotyyppiä käyttävä Behavior Tree 
-päätöksentekojärjestelmä. MBT-konsepti keskittyy 
nopeaan iterointiin ja uudelleenkäyttöön. 
 
 Navigation Mesh Peleissä käytetty rakenne, joka kertoo tekoälylle liik-
kumiseen käytettävissä olevat alueet. 
 
TPS Lyhenne termistä Tactical Point System. Cryenginen 
sijainninhakujärjestelmä. 
 
 
XML  Merkintäkieli, jolla voidaan tallentaa tietorakenteita.
7 
 
1 JOHDANTO 
Opinnäytetyön aiheena on tekoäly, joka on yksi vauhdikkaasti kehittyvistä tie-
totekniikan aloista. Tekoälyä sovelletaan nykyaikana moniin kohteisiin, kaikki-
alla itse ohjautuvien autojen ja automaattisten puhelinvastaajien välillä. Uu-
simpia tekoälyn sovelluksia on neuroverkon avulla sairauksien tunnistaminen 
(Hansen 2016).  
 
Pelimoottoriksi päätettiin tavanomaisten pelimoottorien Unreal Enginen ja Uni-
tyn sijaan ottaa Cryengine, koska työn aikana haluttiin tutustua mahdollisim-
man moniin uusiin asioihin. Toisena syynä Cryenginen valintaan olivat sen 
käyttäjäepäystävällisyydestä liikkuneet huhut. Ennen tätä päätöstä selvitettiin 
kuitenkin pienen taustatyön avulla, että Cryengine sisältää käyttökelpoisen 
pohjan sekä mahdollisuudet tekoälyn kehittämiselle. Työ toteutettiin koulun 
työpisteellä sekä kotona. Projektitiedostoja päivitettiin työpisteiden kesken 
TortoiseSVN -versionhallinnan avulla. 
 
Työ käsittelee tarkemmin Cryenginen AI-mahdollisuuksia ja implementointita-
poja. Toteutuksen aikana kehitettiin skenaario, jossa tietokone pelaa lipun-
ryöstöä itseään vastaan. Lipunryöstössä on kaksi joukkuetta, jotka yrittävät 
viedä vastustajajoukkueen lipun. 
 
2 AI PELEISSÄ 
Pelien tekoälyn idea on tehdä pelistä kiinnostavampi ja todenmukaisempi. Eri-
laisten pelien vaatimukset tekoälyn suhteen vaihtelevat paljon. Peleissä ole-
van tekoälyn tarkoitus on enemmänkin luoda tietty pelikokemus, eikä simu-
loida täysin realistista ihmisen toimintaa. Tavoiteltu pelikokemus vaihtelee pe-
likohtaisesti. (Dill 2014, 3 - 4.) 
 
2.1 Behavior Tree 
Behavior tree on tekoälyjen hallintaan vakiintunut tekniikka. Behavior Tree an-
taa paljon joustavuutta muiden tekniikoiden lisäämiseksi, mikä mahdollistaa 
paljon vaihtoehtoja käyttäytymisen ja suorituskyvyn hallintaan (Champandard 
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& Dunstan 2014, 73). Behavior treen ”behavior”-osa eli käyttäytyminen tarkoit-
taa toimintaa ja ehtoja, kuten oven avaaminen ja halutaanko oven toiselle 
puolelle ylipäätään päästä (Champandard & Dunstan 2014, 75). Ehtojen ja toi-
mintojen avulla saavutetaan halutun kaltainen käyttäytyminen.  
 
2.2 Navigaatio 
Navigointi on olennaisessa osassa pelien tekoälyssä. Navigoinnin perusperi-
aate on hakea reitti kahden pisteen välillä. Toimiakseen navigointi tarvitsee 
tietoonsa käytettävissä olevan alueen sekä algoritmin, joka hakee reitin alu-
eelta. Navigaatioalueen voi esittää usealla eri tavalla. Tavoista valitaan sellai-
nen, joka kykenee edustamaan aluetta mahdollisimman optimaalisesti. 
 
Navigation Mesh 
 
Navigation mesh on polygoneista muodostettu maan muotoja myötäilevä 
verkko. Kolmion muotoisia polygoneja yhdistämällä voidaan esittää monen 
muotoisia alueita, joten navigation mesh on käyttökelpoinen useimmissa koh-
teissa (Sturtevant 2014, 256). Suurempia alueita varten olisi hyvä käyttää al-
goritmia navigation meshin paikalleen laittamiseen, sillä manuaalisesti se on 
erittäin aikaa vievää (Sturtevant 2014, 257). Siksi useimmissa pelimootto-
reissa on integroitu työkalu tätä varten. Lisäksi joissakin pelimoottoreissa, esi-
merkiksi Bethesdan Creation Enginessä, pystyy manuaalisesti hienosäätä-
mään tai luomaan navigation mesh -verkkoa. 
 
Onnistuneesti toteutettu navigation mesh ei erotu lopputuloksessa, koska 
kaikki toimii oletetusti. Epäonnistunut navigation mesh puolestaan ilmenee no-
peasti pelin hahmojen omituisena tai kömpelönä reitinvalintana. Ääritapauk-
sissa reitinhaku epäonnistuu täysin. 
 
Ruudukko 
 
Ruudukkoa tai taulukkoa voidaan käyttää reitinhakuun yksinkertaisissa kaksi-
ulotteisissa peleissä. Ruudukkoa ei yleensä käytetä kolmiulotteisissa peleissä, 
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sillä pelialueet ovat liian monimutkaisen muotoisia. Yksinkertainen implemen-
taatio navigaatioruudukosta sisältää taulukon vapaista ja estetyistä soluista. 
Edistyneemmässä versiossa soluissa voi olla painoarvoja, jotka edustavat hi-
taammin liikuttavissa olevaa aluetta, kuten mäkeä (Sturtevant 2014, 255). 
Hyvä esimerkki ruudukkoa käyttävästä pelistä on shakki, jossa nappulat liikku-
vat kahden akselin suuntaisesti sekä vinosti. 
 
A-Star 
 
A-Star, on vanha, 1968 kehitetty, mutta silti useimmissa tapauksissa tehok-
kain ja optimaalisin, reitinhakualgoritmi (Mnemstudio 2012). A-Star on Dijkst-
ran algoritmin ja Best-First-Search-algoritmin yhdistelmä (MIT Rajiv Eranki 
2002). Dijkstran algoritmi löytää lyhyimmän reitin pisteiden välillä, mutta käy 
läpi suuren määrän vaihtoehtoja. Best-First-Search-algoritmi on nopea heuris-
tisen arvioinnin ansiosta, mutta sen löytämä reitti ei ole kaikissa tapauksissa 
lyhyin (Stanford Amit’s Thoughts on Pathfinding, 2009). Cryenginen reitinhaku 
käyttää A-Star-algoritmia. 
 
2.3 Tietoisuus 
Jotta tekoäly pystyy tekemään ympäristöstä riippuvia päätöksiä, se tarvitsee 
jonkinlaisen tietoisuuden ja tapoja havainnoida. Yleisin ihmiseltä lainattu aisti 
peleissä on näkö. Muita havainnointitapoja voivat olla kuulo tai joissain ta-
pauksissa jopa hajuaisti. 
 
Aistien simulointi realistisesti olisi erittäin paljon suorituskykyä vaativaa, siksi 
tätä kierretään peleissä erilaisia tavoilla. Näköaistina voidaan käyttää yhtä tai 
useampaa sädettä kahden agentin välillä ja seurataan, osuuko säde estee-
seen. Joskus pelaajaa saatetaan huijata ja pelaajan sijainti kerrotaan suoraan 
tekoälylle, vaikka näköyhteyttä ei välttämättä olisikaan. 
 
3 CRYENGINE 
Cryengine on saksalaisen Crytek-yhtiön kehittämä ja ylläpitämä pelimoottori. 
Tunnetuimpia Cryenginellä tehtyjä pelejä ovat Crysis-sarja, Ryse: Son of 
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Rome sekä Evolve. Cryengine on myös surullisen kuuluisa huonosta käyttä-
jäystävällisyydestään sekä puutteellisesta dokumentoinnista verrattuna suosi-
tumpiin pelimoottoreihin, kuten Unity ja Unreal Engine. Toisaalta Cryengine on 
myös usein kilpailijoitaan suorituskykyisempi, mutta silti visuaalisesti tyrmäävä 
verrattuna kilpaileviin pelimoottoreihin (Mishra & Shrawankar 2016, 73 - 74). 
 
3.1 Cryenginen tekoäly 
Cryenginen tekoälyjärjestelmä on hyvin ammuntapeleihin soveltuva. Järjestel-
mää tukevat XML-merkintäkielellä rakennetut behavior treet, Lua sekä peli-
moottorin oma visuaalinen ohjelmointijärjestelmä FlowGraph. Ne sisältävät tä-
hän tarkoitukseen soveltuvia funktioita. Toisaalta on myös otettava huomioon, 
että suuri osa tekoälyä käyttävistä peleistä on jonkinlaisia ammuntapelejä. 
Vanhemmissa Cryenginen versioissa oli modular behavior treen sijaan vain 
behavior tree, joka ei ollut kykenevä keskeyttämään toimintaa tarvittaessa. 
 
Cryenginessä on myös kohtalainen valikoima pelaajalle näkymättömiä objek-
teja. Ne helpottavat tekoälyn navigointia ja mahdollistavat eri toimintoja, kuten 
animaation ajamisen tai polun seuraamisen. 
 
Agentit voidaan jakaa eri ryhmiin (Faction), esimerkiksi pelaajat, siviilit ja rois-
tot. Ryhmien avulla määritellään ovatko agentit ystävällisiä, neutraaleja vai vi-
hamielisiä keskenään. (Kuva 1) 
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<Factions> 
    <Faction name="Players"> 
        <Reaction faction="Grunts" reaction="hostile" /> 
        <Reaction faction="Civilians" reaction="friendly" /> 
        <Reaction faction="Assassins" reaction="hostile" /> 
    </Faction> 
 
    <Faction name="Civilians" default="neutral" /> 
    <Faction name="WildLife" default="neutral" /> 
     
    <Faction name="Grunts"> 
        <Reaction faction="Players" reaction="hostile" /> 
        <Reaction faction="Civilians" reaction="neutral" /> 
        <Reaction faction="Assassins" reaction="hostile" /> 
    </Faction> 
     
     
    <Faction name="BlueTeam" default="neutral"> 
        <Reaction faction="RedTeam" reaction="hostile" /> 
    </Faction> 
     
    <Faction name="RedTeam" default="neutral"> 
        <Reaction faction="BlueTeam" reaction="hostile" /> 
    </Faction> 
</Factions>  
Kuva 1. Ryhmien (Faction) määrittely 
 
3.2 MBT 
Modular Behavior Tree, eli ”modulaarinen käyttäytymispuu”, on XML-elemen-
teistä koostuva tietorakenne. MBT mahdollistaa korkean tason käyttäytymisen 
luomisen ilman monimutkaista koodia monikäyttöisellä ohjelmointikielellä, ku-
ten C++ (Cryengine MBT-dokumentaatio).  
 
Cryenginessä ei ole MBT-työkalua tai -editoria. Aikaisemmin sellainen oli, 
mutta se poistettiin vuonna 2015, eikä uutta ole vielä julkaistu. Koska työkalua 
ei ole, MBT-editointi tehdään alusta lähtien tekstieditorilla. Tekstieditorilla 
isompien kokonaisuuksien hahmottaminen voi olla haastavaa verrattuna graa-
fiseen editoriin. 
 
Kuvan 2 yksinkertainen MBT hakee satunnaisen pisteen kuvassa 3 esitetyn 
TPS-kyselyn avulla, jonka jälkeen AI kävelee pisteeseen, odottaa yhden se-
kunnin ja toistaa saman uudelleen.  
 
Olennainen XML-elementti kuvassa 2 on Loop, jonka avulla logiikkaa toiste-
taan äärettömästi. Kuvassa 2 rivillä 19 QueryTPS hakee joka kerta uuden re-
ferenssipisteen. Move-elementillä tekoäly siirtyy ”to”-parametriin asetettuun 
referenssi pisteeseen. Lisäksi Move elementissä ovat parametrit speed, 
12 
 
stance ja firemode, joilla asetetaan tekoäly liikkumaan kävelyvauhtia rentoutu-
neesti. Näiden jälkeen on rivillä 22 Wait, jonka jälkeen aloitetaan alusta. 
 
<BehaviorTree> 
 
    <Variables> 
        <Variable name="ExecuteSequence" /> 
        <Variable name="ExecuteInterruptibleSequence" /> 
    </Variables> 
 
    <SignalVariables> 
    </SignalVariables> 
 
    <Timestamps> 
    </Timestamps> 
 
    <Root> 
 
        <BehaviorTree> 
            <Loop> 
                <Sequence> 
                    <QueryTPS name="test_randomposition" register="RefPoint"/> 
<Move to="RefPoint" speed="Walk" stance="Relaxed" 
firemode="off"/> 
                    <Wait duration="1.0"/> 
                </Sequence> 
            </Loop> 
        </BehaviorTree> 
         
    </Root> 
 
</BehaviorTree> 
Kuva 2. Yksinkertainen MBT 
 
3.3 TPS-kysely 
Tactical Point System Queryn, lyhyemmin TPS-kyselyn, avulla AI hakee itsel-
leen suotuisia pisteitä, joihin voidaan liikkua. TPS-kyselylle on vaikea keksiä 
hyödyllistä käyttöä taistelupelien ulkopuolella, jonka vuoksi sitä käytettiin täs-
säkin projektissa vain kokeilumielessä. Ammuntapeleissä AI voi hakeutua 
TPS-kyselyn avulla kentän tekijän määrittämiin pisteisiin tai jopa maaston 
muodon perusteella määrittyviin paikkoihin. Kyselyllä haettu piste voidaan pai-
nottaa, niin että kysely suosii pisteitä lähempänä tai kauempana pelaajaa, vi-
hollista tai muuta referenssipistettä. (Cryengine TPS-dokumentaatio 2014) 
TPS-kyselyitä voi suorittaa Cryenginen Lua- ja C++ -rajapintojen kautta. 
 
Kuvan 3 Query luo hahmon ympärille ruudukon pisteitä kahden metrin välein 
ja enintään 18 metrin etäisyydellä hahmosta. Näistä pisteistä valitaan satun-
naisesti yksi, jonka kysely palauttaa. 
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AI.RegisterTacticalPointQuery({ 
    Name = "test_randomposition", 
    { 
        Parameters = 
        { 
            density = 2 
        }, 
        Generation = 
        { 
            grid_around_puppet = 18.0 
        }, 
        Conditions =  
        { 
            isInNavigationMesh = true 
        }, 
        Weights =  
        { 
            random = 1.0 
        }, 
    }, 
}); 
Kuva 3. Lähdekoodiin lisätty uusi Lua TPS kysely 
 
3.4 Lua ja ScriptBind 
Lua-skriptien kirjoittaminen on nopeampaa kuin C++:n, sillä Lua-koodin voi la-
data ajon aikana, eikä koko pelin koodia joudu kääntämään uudelleen jokai-
sen muutoksen jälkeen (Dawe 2014. 94). ScriptBind on Cryenginen rajapinta 
C++ -lähdekoodin ja Lua-koodin välillä. ScriptBind mahdollistaa monipuolisen 
pelimoottorin käsittelyn ja sen avulla voi myös manipuloida MBT arvoja Lua-
koodia käyttäen. (Mastering CryENGINE. 2014) 
 
3.5 Signal Reference 
Signal Reference on ryhmä valmiiksi määriteltyjä havaintokykyjä. Signal Refe-
rence viittausten avulla voidaan asettaa MBT aikaleima tai muuttujan arvo. 
Signaalit asetetaan XML-tiedoston alussa SignalVariables- ja Timestamps-
ryhmissä riippuen siitä, kumpaan tarkoitukseen signaalia halutaan käyttää. 
(Cryengine SignalReference dokumentaatio. 2013) 
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Taulukko 1. Signal Reference 
Havainto Havaintoon liittyvien signaalien kuvaukset 
No Target Kun huomionkohde on menetetty. 
Sound Epäilyttävä, uhkaava tai mielenkiintoinen ääni, 
mutta kohde ei ole nähtävissä. 
Visual Uhka, vihollinen tai esine näkökentässä. 
Awareness of Player Pelaaja on lähellä tai kulkee poispäin. Pelaaja 
katsoo kohti tai poispäin. 
Awareness of Attention 
Target 
Kohde lähestyy tai pakenee. Uusi huomion-
kohde. Ei kohdetta näkyvissä. 
Weapon Damage Vahingon ottaminen aseen aiheuttamana. 
Pathfinding Reitti päämäärään löytyy tai ei löydy. 
 
3.6 Flow Graph 
Cryenginen Flowgraph on visuaalinen ohjelmointijärjestelmä, jota vastaava on 
kilpailevan pelimoottorin Unreal Enginen Blueprint-järjestelmä. Flowgraphilla 
ohjelmointi on käytännössä logiikkarakenteiden muodostamista Flownodeksi 
kutsuttuja osia yhdiställä. Flowgraphin avulla voidaan muodostaa nopeita pro-
totyyppejä tai yksinkertaisia pelin perusmekaniikkoja. Suurempienkin kokonai-
suuksien ohjelmointi Flowgraphin avulla on mahdollista, mutta rakenteesta voi 
helposti tulla liian sekava suuren Flownode-määrän vuoksi. (Kuva 4) 
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Kuva 4. Flow Graph muokkaustyökalun perusnäkymä 
 
3.7 Navigation Mesh Cryenginessä 
Yksinkertainen tapa agenttien navigaation toteuttamiseksi on navigation 
mesh. Editorilla voidaan määrittää alue, jonka sisälle pelimoottori laskee navi-
gaatioverkoston. Aluetta pystyy myös rajaamaan tarpeen mukaan. Kuvassa 5 
on esitetty navigation mesh -esimerkki, jossa sininen alue on navigoitavissa ja 
punaisella on rajattu pois estetty alue. Useimmiten pois halutaan rajata alu-
eita, joissa on hyvin epätasainen maasto, tai jotakin muuta mikä haittaa agent-
tien etenemistä. 
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Kuva 5. Navigation Mesh esimerkki 
 
Navigation meshin generointiin pystyy myös vaikuttamaan muuttamalla konfi-
guraatiotiedostoa. Konfiguroinnilla voidaan muuttaa, kuinka kaukaa seinistä 
navigaatio alue alkaa, tai kuinka korkeista aukoista voi kulkea. Mikäli pelissä 
on erikokoisia agentteja, voidaan niille määrittää omat, erilaiset, navigointi alu-
eet (kuvassa 6 MediumSizedCharacters ja VehicleMedium). 
<Navigation version="6" > 
    <AgentTypes> 
     
        <AgentType  name="MediumSizedCharacters"  
voxelSize="0.125, 0.125, 0.125"  
radius="4"  
height="16"  
climbableHeight="3"  
maxWaterDepth="8" > 
            <SmartObjectUserClasses> 
                <class name="Human" /> 
            </SmartObjectUserClasses> 
        </AgentType> 
 
<AgentType name="VehicleMedium"  
voxelSize="0.20, 0.20, 0.20"  
radius="14"  
height="10"  
climbableHeight="4"  
maxWaterDepth="5" > 
        </AgentType> 
 
    </AgentTypes> 
</Navigation> 
Kuva 6. Navigation Mesh konfiguraatiotiedosto 
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4 TOTEUTUS 
Projekti tehtiin Cryengine V:llä GameSDK-projektipohjaa käyttäen. Tavoit-
teena oli luoda simulaatio, jossa tietokone pelaa lipunryöstöä itseään vastaan. 
Vaatimukset tämän saavuttamiseksi olivat: kenttä, jossa hahmot voivat liikkua, 
mekaniikat lipun siirtämiseen sekä tekoäly, joka tietää mihin mennä ja mitä 
tehdä. 
 
Toteutus sisältää XML-merkintäkielellä kirjoitetun MBT-rakenteen, mallin TPS-
kyselyllä haetusta sijainnista ja Flow Graph -järjestelmällä ohjattuja tilan muu-
toksia. MBT rakenteen korvaava toiminta olisi voitu tehdä myös Flow Graph -
logiikoiden avulla, mutta lopputulos olisi ollut äärimmäisen epämiellyttävä ke-
hittämisen ja jatkokehittämisen kannalta. Flow Graph -komennoilla tehtiin li-
punryöstö -mekaniikkoja, kuten lipun ottaminen vastustajajoukkueen puolelta. 
Eri joukkueet erotettiin Faction-järjestelmää käyttäen, jonka avulla ne voidaan 
tunnistaa eri pelimekaniikkoja varten. Navigaatio toteutettiin käyttäen naviga-
tion mesh -järjestelmää ja tagpoint pisteitä. 
 
4.1 Suunnitelma 
Suunnitteluvaiheessa hahmoteltiin behavior tree jota AI tulisi käyttämään. 
Hahmottelun aikana tutkittiin GameSDK pohjaan sisällettyä SDK_Grunt beha-
vior tree -rakennetta sekä etsittiin virallisesta dokumentaatiosta soveltuvia sol-
mukkeita (Cryengine MTB node dokumentaatio). 
 
Ennen varsinaisen projektin aloitusta tehtiin myös Flow Graph -prototyyppejä. 
Prototyypeillä kokeiltiin muun muassa, kuinka AI saadaan seuraamaan en-
nalta määritettyä reittiä tai kulkemaan tiettyyn pisteeseen reitinhaun avulla. 
 
4.2 GameSDK projektin pohjana 
GameSDK on Cryenginen näyteprojekti, jota kehittäjät voivat käyttää apuna 
omaa projektia tehdessä. GameSDK sisältää useiden 3D-mallien ja tekstuu-
rien lisäksi paljon oleellisia kooditiedostoja. GameSDK-pohjassa on käytetty 
Scaleform GFx -väliohjelmistolla tehty flashiin perustuva graafinen käyttöliit-
tymä ja päävalikko. Niiden muokkaamiseen vaaditaan Autodeskin maksullinen 
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Scaleform-ohjelma. Kaiken tämän lisäksi mukana on kaksi esimerkkikenttää, 
joiden on tarkoitus olla apuna uusien kenttien kehittämiseen. Tässä projek-
tissa edellä mainittu sisältö karsittiin pois tilan säästämiseksi ja jäljelle jäi Ga-
meSDK-lähdekoodi. 
 
4.3 Versionhallinta ja ohjelmisto 
Pääasiallisesti työtä tehtiin Cryenginellä ja Notepad++ -ohjelmalla. Cryenginen 
versio projektia aloittaessa oli 5.1, mutta se päivitettiin 5.2.1-versioon. Tästä 
aiheutui päänvaivaa väliaikaisesti, sillä GameSDK on osin riippuvainen peli-
moottorin omista tiedostoista, jotka olivat muuttuneet versioiden välillä. On-
gelma saatiin korjattua kopioimalla manuaalisesti oikeat tiedostot paikasta toi-
seen. 
 
Mikäli projektissa olisi käytetty omia 3D-malleja, olisi siihen tarvinnut 3ds Ma-
xia. Ajan ja taidon puutteen vuoksi käytettiin kuitenkin GameSDK:n mukana 
olevia hahmoja, sekä tarpeen mukaan mallinnettiin Cryenginen sisäisellä De-
signer Tool työkalulla (Kuva 7) suhteellisen yksinkertaisia elementtejä, kuten 
silta ja seiniä. 
 
Kuva 7. Designer Tool perusnäkymä 
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Versionhallinnassa käytettiin TortoiseSVN-ohjelmaa, jonka repositorio kansio 
oli Google Drivessä. Tällä yhdistelmällä projektin viimeisemmän version saa 
käyttöön millä tahansa tietokoneella, johon on asennettu nämä kaksi ohjel-
maa, eikä muita ulkoisia palvelimia tarvita. Versionhallinnan käyttö on kätevää 
jos työskentely tapahtuu aina samoilla tietokoneilla, jolloin versionhallintaohjel-
maa ei tarvitse joka kerta asentaa uudelleen. Esimerkiksi muistitikun käyttö 
projektin säilytyspaikkana voi olla riskialtista, sillä muistitikku voi kadota tai ha-
jota. Suurin etu TortoiseSVN-ohjelmalla on mahdollisen virheen tai ongelmati-
lanteen sattuessa aiempaan versioon palaaminen, tai nykyisen ja vanhemman 
version vertailu keskenään. Ainoa ongelma oli Google Drive -pilvipalvelun 
kanssa, joka saattoi kaatua uutta versiota tallentaessa, mikäli sitä ei pysäy-
tetty siksi aikaa. Vaihtoehtoisen pilvipalvelun, Dropboxin, kanssa tätä ongel-
maa ei olisi ollut, mutta työn aikana päädyttiin kuitenkin käyttämään Google 
Drive -pilvipalvelua sen suuremman ilmaisen tallennustilan vuoksi. 
 
4.4 Ympäristö 
Projektia varten luotiin yksinkertainen ympäristö, johon käytettiin minimaali-
sesti aikaa, sillä graafinen ulkoasu ei ollut olennainen projektin kannalta. Kuva 
8 on yläviistosta kuvattu näkymä alueesta. Kuvan oikeassa laidassa on punai-
sen joukkueen ja vasemmassa sinisen joukkueen alue. Kuvassa näkyy myös 
yksinkertain graafinen käyttöliittymä, joka esittää joukkueiden pisteet ruudun 
vasemmassa yläkulmassa. 
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Kuva 8. Pelialue 
 
4.5 Hahmot ja behavior treet 
Hahmoina käytettiin GameSDK grunt -hahmoja ja animaatioita. Hahmojen tak-
kien tekstuurin värit vaihdettiin vastaamaan joukkueen väriä. Hahmojen näkö-
kenttää laajennettiin 80 asteesta 120 asteeseen, muuta sen etäisyys pienen-
nettiin 70 metristä 30 metriin, jotta hahmot eivät näe vastustajia kovin kaukaa. 
Näitä muutoksia lukuun ottamatta hahmot ovat alkuperäiskuntoisia. 
 
4.5.1 MBT projektissa 
Hahmoille tehtiin lipunryöstö- behavior tree, jossa on tilakone viidellä tilalla. Ti-
lat ovat IdleState, GoingToEnemyFlag, ReturningToOwnFlag, SearchForE-
nemy ja AttackEnemy (Kuva 9). Transitiot eri tilojen välillä tapahtuvat joko 
Flow Graph -komennolla tai tilan itsensä kutsumalla signaalilla. 
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Alku / Start
IdleState
GoingToEnemyFlag
ReturnToOwnFlag
SearchForEnemy
AttackEnemy
 
Kuva 9. Pelkistetty hahmotelma MBT logiikan toiminnasta 
 
Tekoäly liikkuu referenssi pisteisiin, jotka asetetaan Lua-koodin avulla combat-
Move- tai holdPosition -välimuuttujista. Välimuuttujien arvot asetetaan Flow 
Graph -käskyllä hakemalla kenttään sijoitettujen tagPoint-pisteiden sijainti kol-
melukuisena vektorina. 
 
IdleState on ensimmäinen tila, johon lipunryöstö-MBT etenee (Kuva 10). Tilaa 
käytettiin työn alussa erilaisiin kokeiluihin. Yksi kokeiluista oli TPS-kysely, 
jonka seurauksena tilaan jätettiin QueryTPS-node ilman varsinaista syytä. Ko-
konaisuudessaan tilan aikana AI liikkuu lyhyen matkan, odottaa puolitoista se-
kuntia ja siirtyy seuraavaan tilaan nimeltä ”GoingToEnemyFlag”. 
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<State name="IdleState"> 
 
    <Transitions> 
        <Transition to="GoingToEnemyFlag" onEvent="goToEnmFlag"/> 
    </Transitions> 
     
    <BehaviorTree> 
         
        <Loop> 
             
            <Sequence> 
 
                <QueryTPS name="test_randomposition" register="RefPoint"/> 
               <Move to="RefPoint" speed="run" stance="Relaxed" firemode="off"/> 
                <Wait duration="1.5"/> 
                 
                <Signal name="ResetPassedMidwaypoint" /> 
                 
                <SendTransitionSignal name="goToEnmFlag"/> 
                     
            </Sequence> 
             
        </Loop> 
    </BehaviorTree> 
</State> 
Kuva 10. MBT tilakoneen IdleState niminen tila 
 
GoingToEnemyFlag-tilan aikana AI kulkee combatMove- ja holdPosition-pis-
teisiin. Pisteet haetaan Lua-koodin avulla. HoldPosition-pisteen luona Flow 
Graph -järjestelmä lähettää ACT_ALERTED siirtymäsignaalin, mikäli lippu on 
otettavissa. ACT_ALERTED signaalilla tilakone siirtyy ReturningToOwnFlag 
tilaan. Jos lippua ei ole, ACT_ALERTED signaalia ei tule, jolloin NoFlagHere 
siirtymä vaihtaa tilaksi SearchForEnemy. (Kuva 11). 
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<State name="GoingToEnemyFlag"> 
    <Transitions> 
        <Transition to="AttackEnemy" onEvent="OnEnemySeen"/> 
        <Transition to="AttackEnemy" onEvent="OnNewAttentionTarget"/> 
        <Transition to="AttackEnemy" onEvent="OnBulletRain"/> 
        <Transition to="SearchForEnemy" onEvent="NoFlagHere"/> 
        <Transition to="ReturningToOwnFlag" onEvent="ACT_ALERTED"/><!-- took 
enemy flag, called with FG --> 
    </Transitions> 
    <BehaviorTree> 
     
        <Sequence> 
             
            <Bubble message="going to enemy flagpoint" duration="4"/> 
            <SuppressFailure> 
                <IfCondition condition="HasNotPassedMidwaypoint"> 
                    <Sequence> 
                     
<ExecuteLua code="AI.SetRefPointPosition(entity.id, 
entity.AI.combatMove.position)" /><!-- midwaypoint 
position --> 
<Move to="RefPoint" speed="Sprint" stance="Relaxed " 
firemode="off"/> 
                        <Signal name="PassedMidwaypoint" /> 
                         
                    </Sequence> 
                </IfCondition> 
            </SuppressFailure> 
             
<ExecuteLua code="AI.SetRefPointPosition(entity.id, 
entity.AI.holdPosition.position)" /><!-- enemy flag pos --> 
<Move to="RefPoint" speed="Sprint" stance="Relaxed " firemode="off" 
stopWithinDistance="1"/> 
            <Wait duration="1.5"/> 
     
<!-- this is reached if AI is at point and flowgraph has not called 
ACT_ALERTED --> 
            <SendTransitionSignal name="NoFlagHere"/> 
             
        </Sequence> 
 
    </BehaviorTree> 
</State> 
Kuva 11. MBT tilakoneen GoingToEnemyFlag niminen tila 
 
ReturningToOwnFlag tilan aikana AI palaa välietapin kautta omalle lippupis-
teelle välittämättä vihollisjoukkueesta. Tämän tilan aikana käytetty liikkumisno-
peus on Run eikä Sprint, kuten muissa tiloissa, eli AI liikkuu hieman hitaam-
min lipun kanssa. Tilan lopussa tilakone siirtyy IdleState tilaan ja lipunhakusil-
mukka alkaa alusta. (Kuva 12). 
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<State name="ReturningToOwnFlag"> 
    <Transitions> 
        <Transition to="IdleState" onEvent="FlagReturned"/> 
    </Transitions> 
    <BehaviorTree> 
         
        <Sequence> 
            <Bubble message="returning to own flagpoint" duration="4"/> 
             
 ExecuteLua code="AI.SetRefPointPosition(entity.id, 
entity.AI.combatMove.position)" /><!-- midwaypoint position --> 
            <Move to="RefPoint" speed="Run" stance="Relaxed " firemode="off"/> 
             
 <ExecuteLua code="AI.SetRefPointPosition(entity.id, 
entity.AI.holdPosition.position)" /><!-- own flag pos --> 
<Move to="RefPoint" speed="Run" stance="Relaxed " firemode="off" 
stopWithinDistance="1"/> 
             
            <Signal name="ResetPassedMidwaypoint" /> 
            <SendTransitionSignal name="FlagReturned"/> 
             
        </Sequence> 
     
    </BehaviorTree> 
</State> 
Kuva 12. MBT tilakoneen ReturningToOwnFlag niminen tila 
 
Tilakoneessa on kaksi tilaa, jotka eivät liity lipun hakemiseen, vaan vihollis-
joukkueen estämiseen. SearchForEnemy tilan (Kuva 13) aikana AI käy puoli-
matkapisteellä etsimässä vihollista ja AttackEnemy tilassa (Kuva 14) AI pyrkii 
10 metrin päähän vihollisesta jonka jälkeen hyökätään. 
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<State name="SearchForEnemy"> 
    <Transitions> 
        <Transition to="AttackEnemy" onEvent="OnEnemySeen"/> 
        <Transition to="AttackEnemy" onEvent="OnNewAttentionTarget"/> 
        <Transition to="AttackEnemy" onEvent="OnBulletRain"/> 
        <Transition to="GoingToEnemyFlag" onEvent="DoneSearching"/> 
        <Transition to="ReturningToOwnFlag" onEvent="ACT_ALERTED"/><!-- took 
enemy flag, called with FG --> 
    </Transitions> 
    <BehaviorTree> 
     
        <Sequence> 
            <Signal name="ResetPassedMidwaypoint" /> 
             
            <Bubble message="Searching for enemies" duration="4"/> 
             
 <ExecuteLua code="AI.SetRefPointPosition(entity.id, 
entity.AI.combatMove.position)" /><!-- midwaypoint position --> 
<Move to="RefPoint" speed="Sprint" stance="Relaxed " 
firemode="off"/> 
             
            <Wait duration="2.5"/> 
             
            <QueryTPS name="test_randomposition" register="RefPoint"/> 
            <Move to="RefPoint" speed="run" stance="Relaxed" firemode="off"/> 
            <Wait duration="1.5"/> 
     
            <!-- end searching --> 
            <SendTransitionSignal name="DoneSearching"/> 
             
        </Sequence> 
         
    </BehaviorTree> 
</State>  
Kuva 13. MBT tilakoneen SearchForEnemy niminen tila 
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<State name="AttackEnemy"> 
 
    <Transitions> 
        <Transition to="GoingToEnemyFlag" onEvent="StopAttacking"/> 
        <Transition to="ReturningToOwnFlag" onEvent="ACT_ALERTED"/><!-- took 
enemy flag, called with FG --> 
    </Transitions> 
    <BehaviorTree> 
         
        <Sequence> 
         
        <SetAlertness value="2"/> 
        <Stance name="Alerted"/> 
        <ExecuteLua code="entity:SelectPrimaryWeapon()"/> 
         
        <Loop> 
 
            <Sequence> 
 
                <SuppressFailure> 
 
<Move to="Target" speed="Run" stance="Stand" 
avoidDangers="0" stopWithinDistance="10"/> 
 
                </SuppressFailure> 
 
<Shoot at="Target" fireMode="Burst" stance="Stand" 
duration="2.0"/> 
 
                <!-- keep fighting or transition back to "GoingToEnemyFlag" --> 
                <Selector> 
 
                    <AssertCondition condition="HasTarget"/> 
                    <SendTransitionSignal name="StopAttacking"/> 
 
                </Selector> 
 
            </Sequence> 
             
        </Loop> 
        </Sequence> 
    </BehaviorTree> 
</State>  
Kuva 14. MBT tilakoneen AttackEnemy niminen tila 
 
4.5.2 Flow Graph  
 
Työssä toteutettiin Flow Graph -järjestelmää käyttäen lipunryöstön sekä teko-
älyn ydinmekaniikkoja. Olennaisten funktioiden lisäksi Flow Graph -komen-
noilla tehtiin huomaamattomampia taustatehtäviä, kuten GameSDK alkuperäi-
sen graafisen käyttöliittymän piilottaminen ja motion blur asetuksen käytöstä 
poistaminen. 
 
Kun AI saapuu lipun alueelle, sen joukkue tarkistetaan (Kuva 15). Mikäli ky-
seessä on vastapuolen joukkue, suoritetaan lisätoimenpiteitä, kuten lipun lii-
kuttaminen (Kuva 16). Kuvassa 16 Time:Time Flow node kutsuu sitä seuraa-
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via nodeja joka kerta kun ruutu päivittyy. Jokaisella ruudunpäivityksellä hae-
taan lippua kantavan hahmon sijainti ja siirretään lippu neljä mittayksikköä 
hahmon yläpuolelle BeamEntity Flow noden avulla. 
 
Kuva 15. Flow Graph järjestelmällä agentin joukkueen tarkistus lipuin luona 
 
Kuva 16. Lipun liikuttaminen hahmon mukana Flow Graph -logiikka 
 
MBT vaatii toimiakseen holdPosition- ja combatMove-muuttujat heti pelin 
alussa (kuvat 17 ja 18). Kuvassa 17 asetetaan joukkueen perusteella holdPo-
sition muuttuja, jota AI käyttää lipun sijaintina. Nämä molemmat muuttujat ovat 
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GameSDK lähdekoodista peräisin. Projektia olisi helpottanut, jos sijantina käy-
tettäviä muuttujia olisi ollut enemmän kuin kaksi, mutta muuttujien lisääminen 
osoittautui hyvin monimutkaiseksi. Jotta muuttujat olisi saatu toimimaan MBT- 
ja Flow Graph ympäristöissä, lähdekoodiin olisi vaadittu paljon muutoksia. Tä-
män vuoksi päädyttiin käyttämään vain valmiiksi olemassa olleita muuttujia. 
 
Kuva 17. Flow Graph holdPosition pisteiden asettaminen 
 
Jokaiselle hahmolle asetetaan alussa välietappipiste, jonka kautta se kulkee 
lipulle. Piste asetetaan uudelleen joka kerta kun AI vaihtaa päämäärää. Ku-
vassa 18 RandomSelect Flow node valitsee satunnaisen SetVec3 Flow no-
den, jolla välietapin sijainti asetetaan CombatMove-nimiseen muuttujaan. Vä-
lietapit ovat tärkeässä osassa kokonaisuutta, sillä ilman niitä AI kulkisi joka 
kerta lyhintä reittiä lippujen välillä. Koska lyhin reitti ei muutu ikinä, joukkueet 
tulisivat aina toisiaan vastaan, eikä kukaan pääsisi vastakkaiselle puolelle. Vä-
lietappien sopivaksi määräksi arvioitiin neljä kentän ja joukkueiden kokojen 
perusteella. 
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Kuva 18. Satunnaisen välietappipisteen asettaminen Flow Graph -järjestelmällä 
 
4.6 Virheidenetsintä 
Flow Graph työkalu on mahdollista laittaa debug-tilaan, jolloin työkalu piirtää 
keltaisella logiikan kulkeman reitin ja näyttää siinä käytettyjen muuttujien arvot 
(Kuva 19). Flow Graph virheiden etsintä auttaa lähinnä logiikkavirheiden ha-
vaitsemisessa. Mikäli Flow Graph sisältää syntaksivirheen, pelimoottori useim-
miten kaatuu. 
 
Kuva 19. Flow Graph virheidenetsintä 
 
Virheidenetsintä, eli ”debuggaus”, on Cryenginessä suhteellisen ongelma-
tonta. Editorissa on konsoli, joka varoittaa mahdollisista virheistä. Pelitilassa 
on toinen konsoli, jonka avulla voi tarpeen vaatiessa tarkistaa tai muuttaa eri 
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muuttujien arvoja. Kuvassa 21 näkyy osa muuttujista, joiden arvon voi vaihtaa 
nollasta yhdeksi, jolloin kyseiset tiedot kirjoittuvat pelin aikana konsoliin, pelin 
päälle kiinteään kohtaan näytöllä tai kolmiulotteiseen avaruuteen esimerkiksi 
hahmon kohdalle (Kuva 20). 
 
Kuva 20. hahmon debug tietoja 
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Kuva 21. Konsolin ennakoivan tekstinsyötön näyttämät muuttujat virheenkorjaustilojen aktivoi-
miseksi 
 
4.7 Projektin kokoaminen 
Cryenginen editorilla ei voi luoda lopullista tuotosta uuteen polkuun kuten voisi 
olettaa, vaan editori itse poistetaan, jolloin jäljelle jäävät moottori ja asset-tie-
dostot. Asset-tiedostot voidaan pakata .pak-tiedostoihin, jotka ovat itseasiassa 
vain .zip tiedostoja eri päätteellä. 
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5 JOHTOPÄÄTÖKSET 
Cryengine on selvästi tarkoitettu suuremmille projekteille. Pelimoottorin sujuva 
ja tehokas käyttö vaatii hyvin paljon tutustumista ja opettelua. Kokemus 
muista pelimoottoreista on hyödyksi Cryenginen käytön opettelussa. Projektia 
pystyisi varmasti jatkamaan äärettömästi, mutta se saatiin opinnäytetyön to-
teutuksen aikana siihen pisteeseen, että konsepti todettiin riittävän toimivaksi 
ja määränpää saavutetuksi. 
 
Jälkeenpäin pohdittuna Flow Graph -järjestelmällä toteutetut asiat olisi voitu 
tehdä myös C++ -rajapintaa käyttäen. Tämä olisi kuitenkin vaatinut, että työn 
alussa olisi käytetty huomattavasti enemmän aikaa Cryenginen C++ -rajapin-
taan tutustumiseen. C++ -versiossa ainakin lipunpoimimislogiikka olisi saatu 
luotettavammaksi ja selkeämmäksi käyttämällä boolean muuttujaa Flow 
Graph Gate -logiikan sijaan. Flow Graph -järjestelmä on kuitenkin soveltuva 
nopeaan kehittämiseen ja prototyyppien luomiseen, joten sen käyttämisessä 
ei ollut tuloksen kannalta liian suuria haittapuolia. 
 
6 LOPUKSI 
Tämä projekti oli pääpiirteittäin mielekäs. Cryengine sisälsi paljon uusia omi-
naisuuksia. Paljon aikaa kului uusien asioiden opetteluun Cryenginen erilai-
suuden ja vähäisen dokumentoinnin vuoksi. Projektin aikana todettiin oletus 
Cryenginen käyttäjäepäystävällisyydestä todeksi useiden kaatumisten ja mui-
den pienempien ongelmien perusteella. 
 
Toteutukselle asetettu päämäärä saavutettiin ongelmista huolimatta. Lopulli-
sessa työn versiossa tietokone pelaa lipunryöstöä ilman kummempia virheitä. 
Testauksen aikana havaittiin usein, että sininen joukkue saa pisteitä hieman 
punaista joukkuetta useammin. Piste-ero voi johtua kentän muotoilusta, tai to-
dennäköisyydet olivat vain punaista joukkuetta vastaan. Noin kolmenkymme-
nen minuutin yhtäjaksoisen testin aikana sininen joukkue sai 12 pistettä ja pu-
nainen joukkue 9 pistettä. Pisteiden kertymistä ei testattu enempää, johtuen 
juurikin mahdollisesti epäreilusta kentän muotoilusta, jonka seurauksena pis-
teiden määrää ei nähty oleellisena toteutuksen kannalta. 
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Projektin aikana opittiin visuaalisen ohjelmoinnin periaatteita, joita voi Flow 
Graph -järjestelmän lisäksi tulla vastaan Unreal Engine pelimoottorin Blueprint 
järjestelmää käyttäessä. Myös Behavior Tree rakenteiden muodostamisesta 
saatiin selkeämpi kuva. Selväksi tuli myös se, että jos ohjelmistolla on pieni 
käyttäjäyhteisö, ei käytännön esimerkkejä ja malleja ole helposti saatavilla. 
Vaikka tämän pitäisi olla itsestään selvä johtopäätelmä, ohjeiden vähyys oli 
kuitenkin niin äärimmäistä, että se pääsi hieman yllättämään työtä aloittaessa. 
Jatkossa Cryengine ei luultavasti ole ensisijainen pelimoottorivalinta sen pie-
nien, mutta epämiellyttävien, vikojen takia.  
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