Abstract. The Concurrency Factory supports the speci cation, simulation, veri cation, and implementation of real-time concurrent systems such as communication protocols and process control systems. While the system uses process algebra as its underlying design formalism, the primary focus of the project is practical utility: the tools should be usable by engineers who are not familiar with formal models of concurrency, and it should be capable of handling large-scale systems such as those found in the telecommunications industry. This paper serves as a status report for the Factory project and brie y describes a case-study involving the GNU UUCP i-protocol.
Introduction
The Concurrency Factory is an integrated toolset for speci cation, simulation, veri cation, and implementation of real-time concurrent systems such as communication protocols and process control systems. Two themes underpin the work done on the project: the use of process algebra Mil89, BK84, Hoa85] as a formal design notation, and the provision of practical support for formal design analysis. Our goal is to make the Factory usable by system engineers who may not be familiar with formal veri cation as well as applicable to problems of the size found in industrial applications.
In order to achieve these aims, the Factory includes the following major components.
{ A graphical editor, VTView Tre92], and a simulator, VTSim Jai93], for for hierarchically structured networks of nite-state processes. The graphical language, GCCS, resembles informal design diagrams drawn by engineers but possesses a formal, process-algebra-based semantics. We are currently extending the GUI to allow processes to be embedded in states of other processes, thereby permitting compact speci cations such as those found in The Concurrency Factory is written in C++ and executes under X-Windows, using Motif as the graphics engine, so that it is e cient, easily extendible, and highly portable. It is currently running on SUN SPARCstations under SunOS Release 4.1.
The remainder of this note describes VTView and VTSim and brie y discusses the i-protocol study. A fuller account of the system may be found in CGL + 94] and at URL http://www.cs.sunysb.edu/concurr/.
VTView, GCCS and VTSim
The graphical user interface of the Concurrency Factory consists of the graphical editor, VTView Tre92], and the graphical simulator, VTSim Jai93]. VTView Tre92] supports the design of hierarchically structured systems of communicating tasks expressed in GCCS, a graphical speci cation language. GCCS provides system builders with intuitive constructs (buses, ports, links, a subsystem facility, etc.) for concurrent systems, and it allows for both top-down and bottom-up development methodologies. The tool maintains an internal representation of systems as they are being created; this internal representation may then be manipulated by other tools in the system.
In contrast with other graphical languages Har87, Mar89], GCCS is designed to model systems in which processes execute asynchronously (although communication between processes is synchronous). The language is equipped with two semantics: one involving a translation into Milner's CCS Mil89], and another in the form of a structural operational semantics, a la Plotkin Plo81]. The latter semantics has been \implemented" in the Factory as a collection of methods that compute the set of transitions that are possible for a system in a given state. encapsulating the semantics of VTView objects, all tools within the Factory, including the simulator and model checkers, are guaranteed to interpret GCCS systems.
VTSim Jai93] permits users to simulate graphically the execution of GCCS systems built using VTView. The tool provides both interactive and automatic modes of operation, and it also includes features such as breakpoints and reverse execution. The user may view the simulated execution of a system at di erent levels in the structure; one can either choose to observe the simulation at the interprocess level and watch the ow of messages, or one can look at individual processes in order to see why messages are sent when they are.
A Case Study: The i-protocol
The most sophisticated case study undertaken to date involved the use of the Concurrency Factory's local model checker to uncover and correct a subtle livelock in the i-protocol, a bidirectional sliding-window protocol implemented in the GNU UUCP le transfer utility. We analyzed a version of the protocol whose window size was 2; in the course of the analysis, the model checker explored 1:079 10 6 states out of a total estimated global state space of 1:473 10 12 .
One key to the successful outcome of the case study was the use of an abstraction to reduce the message sequence number space from 32 | the constant de ned in the protocol's C-code | to 2W , where W is the window size. This insight underscores a central feature of practical use of formal veri cation: user understanding of the system being analyzed is crucial.
Future Work
We plan to extend the Factory in several directions, including the generation of simulator-based diagnostic information for veri cation routines, the development of improved state-space management techniques based on the underlying process-algebraic model, the support of languages besides Facile by the design compiler, and broader support for real-time systems.
