Abstract-New paradigms in industrial robotics no longer require physical separation between robotic manipulators and humans. Moreover, in order to optimize production, humans and robots are expected to collaborate to some extent. In this scenario, involving a shared environment between humans and robots, common motion generation algorithms might turn out to be inadequate for this purpose. This paper proposes a kinematic control strategy which enforces safety, while maintaining the maximum level of productivity of the robot. The resulting motion of the (possibly redundant) robot is obtained as an output of an optimization-based real-time algorithm in which safety is regarded as a hard constraint to be satisfied. The methodology is experimentally validated on a dual-arm concept robot with 7-DOF per arm performing a manipulation task.
some safety issues that need to be carefully addressed. Requirements for safe human-robot interaction were introduced for industrial robots in [1] and intensively investigated in [2] [3] [4] . Unfortunately, according to the available standards, see [5] for a review, severe restrictions are applied to the robot motion during collaboration with humans. These restrictions are usually transformed into conservative speed limitations (e.g., tool velocity to be less than 250 mm/s) or bounds on driving torques. One of the most intuitive ways to enforce safety during human-machine cooperation is represented by the minimum separation distance, [6] [7] [8] . As the distance between the robot and the human becomes smaller, the velocity of the robot should be reduced accordingly. On the other hand, even in case of a reduced separation distance, the robot should continue its task if its velocity is oriented so that the distance with the human worker may increase.
In this scenario, safety plays the role of a hard constraint, in which respect production could be somehow maximized. The robot trajectory must obey the following constraint 1 (1) where is the braking time, possibly depending on the robot payload, [6] . This way, provided that all the task and safety constraints are satisfied, the robot motion should result from a compromise between production (maximum or nominal speed) and safety (guarded speed).
In order to allow for safe collaboration, robot controllers have to be equipped with sophisticated sensors as well as with advanced reactive motion planning capabilities. In this scenario, the availability of some additional degrees of freedom in the task specification can be exploited to allow the robot to react to unforeseen events or to implement a safe behavior. In the literature of safe human-robot collaboration (HRC), many reactive control strategies have been implemented, e.g., based on the minimization of some danger-related metrics [10] [11] [12] .
The idea of reactive motion planning in dynamic environments has been first introduced in [13] with the so-called velocity obstacles. Particularly interesting is the concept of dynamic envelope developed in [14] , which is a region, around the obstacle surface, whose size depends on both robot/obstacle relative position and velocity and is guaranteed to be collision free within a certain prediction horizon. A similar concept has been also presented in [15] , as well as with the so-called inevitable collision states presented in [16] . In [17] , the so-called distance-controlled velocity has been proposed, the key idea being to adapt the robot velocity on an assigned path based on the perceived distance with respect to environment obstacles. This concept has been further elaborated in [18] .
In the human-robot interaction community, it is widely agreed that robot controllers should embed the knowledge on the severity of the injury they might cause to the nearby humans, [19] . Unfortunately, to the best of the authors' knowledge, none or just few of the aforementioned approaches have been explicitly designed to be consistent with production requirements or aim at maximizing the overall throughput. In fact, in manufacturing environments, the given path cannot be arbitrarily relaxed or modified without violating some of the production constraints. The use of redundancy in the mapping from the task space to the actuation space, see, e.g., [20] and [21] , can be exploited to keep the productivity at a maximum level, while performing some kind of safety interventions.
The first work describing the overall picture of a collaborative manufacturing application is [22] . Another interesting work describing the different strategies to account for safety within a bin-picking application was reported in [23] , together with a detailed description of the software architecture. A more focused work on collaborative assembly stations can be found, e.g., in [24] .
This paper presents a methodology to generate a feasible and optimal motion in presence of both production and safety constraints. In particular, an optimization technique for generating velocity commands is introduced, which maximizes the productivity of the robot while guaranteeing safety. An important feature of the proposed contribution is the use of collision avoidance strategies directly in the actuation (joint) space, thus avoiding the limitations, due to time-consuming computations, of other approaches defined in the 3D Cartesian space [25] . Another novel contribution of the proposed framework is the possibility to consider simultaneously the redundancy of the robot as well as a speed reduction on the desired path, as available safety procedures.
Preliminary versions of these ideas have been originally reported in [26] and [27] . The present paper extends the previous work by fully exploiting the methodology in case of redundant degrees of freedom and presents new and more involved case studies.
The remainder of this paper is structured as follows. In Section II, the concept of safety in terms of motion constraints and inspired by available safety standards is introduced and discussed. Section III describes the optimization-based real-time motion planner adopted to generate safe motions while maximizing the productivity of the robot, consistently with the assigned task. Sections IV and V describe the control architecture and the experimental verifications, respectively. Finally, considerations about the proposed metrics as compared to existing approaches are discussed in Section VI.
II. SAFETY CONSTRAINTS FOR COLLABORATIVE ROBOTS
In the following, we discuss a condition, briefly discussed in [26] , to check whether the current state of motion (i.e., position and velocity) of a given robot manipulator can be regarded as safe or not with respect to the given position of the human/obstacle. The basic idea is to constrain the velocity of the robot to fulfill the safety requirement in (1), which can be represented as shown in Fig. 1 . The unsafe region is a combination of velocity/distance for which the worst case braking time, 2 see, e.g., [29] , is not sufficient to avoid collisions, cfr. [17] .
Consider preliminarily a point robot at location with velocity and stopping time . For a given obstacle (e.g., a part of the human body) detected at position , the minimum separation distance criterion can be written as follows: (2) where represents the projection of onto the normalized segment connecting to . The inequality (2) can be rewritten as follows:
The given inequality has a twofold interpretation. First, it defines the set of points around the point robot to be kept free of any kind of obstacles. This region can be used e.g., within a collision detection algorithm to effectively represent the worst case swept volume. Then, being affine in the velocity , it can be further exploited in a motion planning algorithm as a motion constraint. The second property will be extensively discussed and exploited in Section III.
Consider now a link represented as a beam, as shown in Fig. 2 . The position of each point of the link and its velocity can be written in terms of position and velocity of the two end points as follows:
where . The inequality presented for a point robot has now to be satisfied for every point on the link, hence for all . Therefore, for a single link, the minimum separation distance can be represented through the following constraints:
Assuming the link to be rigid, 3 we further obtain (3) 2 Unless otherwise specified, with braking time we will refer to the Category 1 (programmed stop) stopping time as defined in [28] . For the sake of completeness, Category 0 (emergency stop) stopping time is in turn measured by allowing the activation of the electromechanical brakes of the robot. 3 Meaning that is constant, hence its derivative is zero. where (4) Notice that (3) represents an infinite number of inequalities, namely, one for each value of . A sufficient condition for (3) to be satisfied for all is the following one:
Notice that the first two terms in the left-hand side of (5) represent a linear, hence monotonic, function in while the last term is a constant parameter with respect to , representing the squared distance between the beam and the obstacle. A necessary and sufficient condition for (5) to be satisfied for all is that the two extrema, i.e., and , of the linear function are consistent with the inequality, i.e., Finally, by considering all the robot links and noticing that and are affine in the robot joint velocity , the minimum separation distance criterion can be written as follows: (6) where is the maximum joint braking time up to joint , namelym , and
while and denote the position Jacobians of points and , respectively. Remark: The set of inequalities in (6) represents a straightforward tool to check whether the current robot state of motion satisfies the minimum separation distance or, in other terms, whether the current robot velocity is sufficiently low to allow the robot to stop before a collision occurs. A conservative property has been applied in order to decouple the computation of the minimum distance from the evaluation of the velocities of the end-points of each link. This way, while the inequality in (3) conceptually consists of an infinite number of constraints, a simpler and more conservative version, consisting in only two inequalities for each link, has been obtained for faster evaluation.
As an example, Fig. 3 shows the regions to be avoided around an industrial robot at different positions and with different speeds. In case an obstacle, or part of the human body, lies within the highlighted region, the stopping time might be not sufficient to avoid collisions.
Notice that, as an interesting property of the proposed method for safety evaluation, the volume of the region around the robot to be monitored decreases as the velocity of the robot itself is reduced. Moreover, the volume of the unsafe region around the robot can be shrunk to zero by stopping the robot.
III. SAFETY-ORIENTED MOTION PLANNING
So far, we have introduced a metrics to evaluate whether a given configuration/velocity of the robot can be regarded as safe with respect to given points in the 3D workspace. Also, we have shown that whenever the velocity of the robot is not fully specified or constrained (e.g., it can be reduced on a given path), this region can be shrunk by reducing the velocity of the manipulator. In this section, we introduce an algorithm to efficiently solve the safety-oriented constrained motion planning problem by suitably scaling the trajectory in time and by possibly taking advantage of redundant degrees of freedom.
Let be a set of variables describing the task. Its relation in terms of joint variables is the direct kinematic function, i.e.,
. Its derivative with respect to time allows to specify the robot velocity and its relationship with the task velocity by means of the task Jacobian (whose expression is assumed to be known) (8) We here assume the well-known path/velocity parametrization of the task where is a differentiable function specifying the desired trajectory and assumed to be accessible, at least instantaneously, but not necessarily a priori known. Let be a scalar quantity adopted to kinematically scale the trajectory in time, see, e.g., [30] . The value corresponds to the nominal trajectory, i.e., the one executed at programmed speed, while forces the robot to stop. This way the task velocity along the given path can be simply computed as . In the following, an algorithm to transform the task velocity into joint velocity commands is introduced. To avoid drifts at position level, the differential constraints in (8) are stabilized with a closed-loop inverse kinematics (CLIK) algorithm, [31] . In order to exploit the sensor-based trajectory scaling, we introduce a Linear Programming (LP) optimization problem. The decision variables for the LP problem are the joint velocity commands , as well as the velocity scaling factor which has to be maximized 4 (9a) (9b) (9c) 
where is the discrete time step, is the kinematic error, e.g., , and is a control weight. The constraints appearing in (9) have been introduced to account for safety, as well as for task (production) constraints and joint position, velocity and acceleration limits. At the discrete time step , matrices in (9) are evaluated before solving the optimization problem, while the following update law is evaluated to compute the next reference value of and of the joint positions where and are the outputs of (9). Remark: The LP problem in (9) is always feasible and its solution is always bounded. In fact, provided that (which happens asymptotically), since is the time required to stop the the first links of the manipulator and , it follows that is always a solution, though not optimal. Moreover, both and are always lower and upper bounded. It follows that the optimization algorithm needed to solve the problem in (9) will be always able to find a bounded, feasible and optimal solution. Compared to alternative solutions based on dynamic programming, see, e.g., [32] and [33] , adopted to optimize the velocity of the robot along a specified path, the approach described here, though being slightly conservative, does not need neither the knowledge of the full path nor the adoption of a full dynamic model of the manipulator. For this reason, it can be easily applied to significant real-world situations. Moreover, so far none of the alternative approaches has able to efficiently deal with redundant degrees of freedom.
A. Measurements and Model Uncertainty
The possibility to cope with uncertainties of various nature is crucial for the developed methodology to be applied in realworld scenarios. Two major sources of uncertainty will be discussed. The former is represented by measurement noise or inaccuracies, while the latter takes into account approximations on the model for both the robot geometry and for the motion of the obstacle(s).
The easiest way to account for both types of uncertainty is to introduce a clearance parameter to allow the robot to stop at a certain distance (strictly greater than zero) from the obstacle. In other words, (1) can be rewritten as follows: (10) where represents a design parameter. When is selected, the velocity of the robot is further reduced in order to maintain a clearance distance between the (possibly moving) obstacle and the robot itself. From a geometrical point-of-view, reducing the point-to-segment distance of a quantity is equivalent to either computing the distance between the segment representing the link and a sphere of radius centered in or to evaluating the distance between point and a capsule of radius built around the robot link, see Fig. 4 . Therefore, the parameter can simultaneously be used to:
• take into account the size of the links of the robot;
• further denote an actual clearance distance;
• account for measurement uncertainty;
• take into account the velocity of the obstacle. While for the first three cases, the selection of the corresponding values is an easy task, in order to account for the motion of the human worker, a simple empirical rule can be found in safety standards yielding (11) where represents the typical walking speed of humans, as reported in safety regulations, see, e.g., [34] , which suggests ms when the minimum distance is larger than 500 mm, and 2.0 ms otherwise.
In the remainder of this work, we will assume the following definition of the right-hand side of the inequalities (7) characterizing the safety constraints:
B. Kinematic or Task Redundancy
In case of (task) redundancy, the solution of (9) might not be unique, meaning that, the optimal value of corresponds to several velocity vectors all satisfying the given set of constraints. In this situation, a further optimization step can be performed to optimize the self-motion of the robot in a hierarchical fashion, i.e., having lower priority with respect to the main task. As a redundancy resolution criterion, we assume the self-motion of the robot to be as similar as possible to a reference velocity . To this end, the following LP problem is introduced:
where is the optimal value of the cost function in (9), hence a fixed value for this LP problem. Notice that in case , the minimum norm solution, i.e., the one that minimizes the norm of the joint velocities , has been selected for task execution.
The LPs in (9) and (13) result in a bilevel linear programming for which optimized solvers exist. Those solvers are able to speed up the resolution of the whole linear problem, rather than adopting a (naive) cascade of the two LPs.
C. Nonredundant Robot
In case is a square non singular matrix, which happens in 6-DOF industrial manipulators away from singular configurations, the kinematic constraints in (9c) can be solved 5 with respect to (14) yielding the following simplified LP optimization algorithm:
In this case, some of the constraints in (9) have been removed, assuming that the joint velocities and the corresponding nominal trajectory are already consistent with the joint position, velocity and acceleration limits. This assumption is reasonable, since in case of a non-redundant robot, the consistency of the end-effector trajectory, as well as of its joint-level counterpart, can be checked with offline programming tools. Furthermore, notice that the quantity in (15b) can be simply expressed as where and are the velocities of the end points of link that can be easily computed from the robot velocity , through appropriate Jacobians.
Finally, notice that the LP problem in (15) , having a unique decision variable , can be actually solved without using an LP-solver. Each inequality can be processed independently (and possibly in parallel) to provide a lower or upper bound value . Then, a simple voting algorithm can return the maximum within 's, i.e., . This is also the case of multiple humans or multiple points along the human body to be monitored. The set of safety-related inequalities consists, in fact, of two rows (inequalities) per each link-point pair, see Fig. 2 , thus being highly parallelizable.
D. Closed-Ended Controllers and Communication Delays
Modern industrial controllers have dedicated functionalities to implement kinematic scaling of preplanned trajectories in real-time. In this case, the methodology proposed so far in this section can be adapted in order to completely exploit the available functionalities (i.e., kinematic inversion and online trajectory scaling) of the proprietary industrial controller. Assuming that joint positions and velocities are available through a realtime interface, an additional PC can solve the LP problem in (15) , where the optimal (maximum) value is forwarded to the robotic controller to be interpreted as a trajectory scaling command (the corresponding implementation will be further discussed in Section IV). Differently from the scenario described in the previous sections, the LP algorithm is no longer responsible for sending reference values to the low-level controller. Instead, the proprietary controller will interpret the value of and reduce the speed accordingly. Finally, notice that in case the algorithm is split into two separate computers, namely, the industrial robot controller and the external PC, a communication delay can be expected. Therefore in (9)- (13) or (15), one can adopt the quantity in place of the pure braking time , where is the reaction time of the safeguarding system (typically needed, e.g., to handle interrupts and possibly comprising an estimate of the communication delay).
IV. OVERALL CONTROL ARCHITECTURE
This section describes the overall control architecture for safe human-robot collaboration. The first part discusses the data flow within the proposed control scheme, whilst a higher level picture of the control architecture is given later on in this section. A preliminary sketch of the control architecture can be found in [27] .
A. Data Flow
All sensor signals (from both the robot and the exteroceptive safeguarding system) are interpreted within the controller and, based on these interpretations, appropriate actions for the robot are selected. Figs. 5 and 6 show the data flow implemented within such a controller in the case of an open-and a closed-ended robot controller, respectively. Both algorithms consist of three function blocks, namely, data collection, data evaluation and interpretation, and behavior selection. The first block, named data collection, is responsible for gathering all available information on current state of the robot and its environment. The block labeled data evaluation and interpretation examines whether the data are valid and usable or they must be discarded. Based on the data interpretation and on the knowledge about the task to be executed, the block named behavior selection selects an appropriate behavior to be executed by the robot.
In the proposed approach, the block named behavior selection implements the algorithm in (9)-(13) previously detailed. Notice that such a component will be also responsible for composing the demanded safety constraints with task/production constraints, which depend on the particular application the robot is adopted for. In other words, the block behavior selection represents the point where safety and production constraints are composed in order to form motion commands for subsequent execution. The natural way to compose constraints of different nature and to exploit the availability of multiple feasible solutions is an optimization framework, which is actually implemented within this component.
B. Supervision and State Machines
In order to sketch an overall picture of the control architecture, we here exploit and complement some previously developed concepts, see, e.g., [23] and [27] . The state machine in Fig. 7 describes the possible behavior of the system and is responsible of coordinating all the adopted software components. When no human is present in the workspace of the robot, the robot motion can be maintained at maximum (programmed) speed, all actions needed within this behavior are taken inside the state labeled autonomous behavior. As a human enters the working area of the robot and is detected by the safeguarding system, the state machine activates the macro-state collaborative behavior. The distance of the human fellow co-worker from the robot arm is monitored, in the state guarded distance. Here, the kinematic redundancy, if available, is exploited to keep the throughput of the robot at maximum level by selecting an appropriate (and human-aware) null-space velocity in order to guarantee the satisfaction of safety constraints with programmed speed as long as possible.
As the human comes closer and the safety constraints cannot be guaranteed while maintaining the production at maximum level, the state machine changes its state in reduced speed and the behavior of the robot is modified accordingly, by reducing its speed and again by taking advantage of the kinematic redundancy, if any.
If the robot comes almost in contact with the human, which must happen at zero speed, the production is temporarily suspended and an execution exception is thrown. The state machine enters the state safety exception. Differently from other kinds of exceptions (e.g., emergency stop or other exception not modeled here for brevity), this one can be automatically recovered when the human leaves the workspace of the robot or her/his distance can be considered safe to resume the motion.
The approach can also be extended to deal with multiple human-robot collaboration, by e.g., applying the composition rules of the state machines [35] .
V. CASE STUDIES
In this section, we describe two relevant case studies which might benefit from the proposed approach. Both the experiments are based on the prototype robot ABB Dual-Arm Concept Robot, also referred to as FRIDA, [36] , a 14-DOF dual arm lightweight robot. 6 The first experimental validation implements a manipulation task and exploits all the potentialities of the algorithm, i.e., speed reduction as well as redundancy resolution, in a hard real-time architecture. In turn, the second experiment describes how the approach can be effectively applied in case of a closed-ended control architecture by exploiting the embedded functionalities of a modern industrial controller.
The human can access the workspace of the robot from both the front, the right and the left sides. In both experiments, the motion of the human is tracked through a surveillance depth camera, namely the Microsoft Kinect. OpenNI drivers have been selected. 7 The uncertainty of sensor measurements, being of few centimeters at most, has been taken into account in the control algorithm, as described in Section III-A.
A. First Validation Scenario
In this scenario, the robotic task is a manipulation of chemical instruments. The experimental setup is sketched in Fig. 8 . For the computation of distances in (5), each link of the robot is regarded as a segment, while the human worker is regarded as a set of capsules (cylinders with hemispherical extremities). The LP algorithms in (9) and (13), implemented using the IBM CPLEX Optimization Studio, 8 the evaluation of distances and the computation of the optimum value of , as well as of the optimal joint velocities, have been coded on an external real-time Linux Xenomai PC, which is interfaced to the ABB IRC 5 industrial robot controller with cycle time of ms, see [37] . The industrial controller takes and as joint references 6 Though the case studies are applied on a redundant manipulator in order to show all the possibilities discussed in the previous sections, the same algorithm can be clearly adopted, without substantial modifications, for traditional 6-DOF arms.
7 http://www.openni.org/.
8 http://www-03.ibm.com/software/products/it/it/ibmilogcple/. and transforms them into torque commands through common position/velocity axis controllers.
As a verification experiment, the human enters the workspace of the robot and gets closer to it. In the following, we report and discuss the different behaviors of the robot corresponding to the different collaboration modes, as sketched in Fig. 7 . The computation time of the LP algorithm in (9) is reported in Table I . The adopted LP solver allows the user to specify an upper bound on the computation time. If this bound is about to be exceeded, the solver returns the best feasible solution currently available. On the other hand, as one can see from Table I , the maximum computation time is less than 10% of the sampling time , hence guaranteeing hard real-time performance, without the adoption of the any-time feature of the solver.
Time histories of , the minimum distance , the elbow angle , see [38] , as well as the norm of the Tool Center Point (TCP) velocity will be reported to support the discussion. Fig. 9 reports the behavior named guarded distance. For the proactive behavior to be activated prior to a speed reduction, we selected a null-space velocity in (13) in order to steer the elbow of the robot close to its down-most position, i.e.,
. As soon as the human worker entered the working area of the robot, which happened at time instant s, its elbow retracted towards the commanded position. This behavior is meant to take advantage of the kinematic redundancy of the robot. In fact, no speed reduction was commanded and the robot was able to continue its task with maximum productivity, i.e., with %. Fig. 10 shows the behavior activated within the state reduced speed. At a certain point, namely, in between s and s and right before s, the velocity of the robot had to be reduced from the programmed one. The elbow was also retracted from its commanded position (
). However, due to joint limits, the elbow angle, having a lower priority, no longer recovered its nominal position within the time instants from s until s. Finally, Fig. 11 reports the behavior named safety exception. In particular, the minimum distance between the robot and the human worker abruptly dropped to near-zero values. In this case, the robot could not continue the task and was gently stopped by the algorithm right after time instant s. As soon as a relative (and safe) distance of 400 mm was (re)established, the robot resumed the task by fully exploiting its acceleration capabilities to regain the programmed speed, corresponding to %, which happened right after time instant s. We remind that, contrarily to other kind of exceptions, the nominal behavior of the robot was automatically recovered, without any acknowledgment from the human worker. 
B. Second Validation Scenario
This second validation scenario describes how the methodology developed in this paper can be effectively applied in case of a closed-ended industrial controller not capable of handling a real-time communication with an external PC. Fig. 12 shows the scheme of the HRC assembly station. The main field of interest here is the small-part assembly in an industrial environment.
In this setup, the assembly scenario is with two Kinect cameras for workspace supervision. These cameras detect the workers' position and send this information to the application control instance running on an external PC. Two interaction zones in which direct contact between the robot and the human might occur are designated in this example scheme. One zone is located between the robot and the human standing next to each other, the other is located between the robot and a human standing across the workbench.
Similarly to the previous experimental demonstration, the guarded distance behavior, which corresponds to the proactive utilization of the redundant degree of freedom, is activated based on the relative distance between the robot and the human worker operating next to the robot itself. Different from the previous demonstration, the other two behaviors reduced speed and safety exception are in turn triggered by means of properly defined distance thresholds. Distance thresholds governing the activation of the different mode, see Fig. 12 , are computed by applying the general rule in (1) . In particular, they can be made adaptive to the programmed speed or kept fixed. When the human, standing in front of the robot, crosses the first threshold (or the one next to the robot crosses the second threshold), the reduced speed mode of the corresponding robot arm is triggered. In case the human further approaches the robot and crosses the next threshold, a safety exception is thrown and the standstill mode will be triggered. As in the previous experimental verification, the normal operation can be automatically recovered when the human intervention is gone. Fig. 13 shows the activation or the deactivation of the corresponding functional mode during the multiple human-robot collaboration. The images of the Kinect cameras (front and side) are displayed in a self-developed graphical user interface.
VI. DISCUSSION
In this section, we briefly discuss possible relations of our approach with preexisting solutions, either available in the literature or within commercial products.
As discussed in the introduction, many authors have already proposed methodologies in which the speed of the robot is reduced along a given path, depending on certain metrics. The selection of these metrics are crucial for achieving the best tradeoff between the throughput of the robot and the safety of the human worker(s). The aim of this section is then to compare existing approaches with the one developed herein.
An approach quite similar to the one proposed in this work can be found in [8] . The speed and the relative distance are monitored, but the adopted metrics generates a considerably discretized decision (robot stopped, 50% or 100% of programmed speed), hence being suboptimal with respect to the approach described in this paper which adopts a continously modulated speed scaling, rather than a coarse discrete set of values. Moreover, only the TCP velocity, rather than the full robot, has been taken into account.
As mentioned in the introduction, the approach developed in this paper is somehow related to the concept of inevitable collision states originally presented in [16] . However, the concept proposed in Fraichard et al. has been mainly adopted in path planning for car-like robots within an RRT-like planner. In turn, our approach systematically includes the mapping between the joint and the Cartesian space by means of proper Jacobians matrices in order to make the approach suitable for articulated industrial manipulators, with strict TCP path constraints. Finally, in our paper, collisions are not necessarily avoided, they are only guaranteed to eventually happen with the robot still, as prescribed by safety regulations. Furthermore, the extension to redundant degrees of freedom represents a novelty of this work, with respect to the state-of-the-art.
In [23] and [30] , Haddadin et al. proposed a trajectory scaling algorithm originally based on torque monitoring, and then also adapted to distance. While the approach is very similar to the one proposed herein, to the best of the authors' knowledge the scaling factor was selected by means of heuristics, rather than being optimized for productivity. While this fact can be tolerated, since the robot was proved to be able to safely interact with its human fellow co-worker, from a production perspective, there is no guarantee that the mentioned method could achieve the best tradeoff between safety and productivity. Moreover, in our approach safety is considered as a hard constraint to be satisfied, rather than a cost function to be somehow optimized, as traditionally conceived within the framework of artificial potential fields, see, e.g., [11] , [12] , and [39] . Finally, all the approaches based on potential function suffer from the major drawback of being sensitive to tuning parameters. In turn, in our approach, the sole parameters to be tuned are the braking time, which is usually known, and possibly the clearance distance, for which general guidelines from safety standards can be adopted.
The approach discussed by Kuhn et al. in [18] consists in generating an augmented silhouette around the robot whose dimension depends on the velocity of the robot itself. This region is generated directly in the frames of a ceiling-mounted surveillance camera. While the approach is comparable to the one presented in this paper, there are three major differences. First, the approach developed here allows to systematically define the relationship between the volume around the robot to be monitored and the velocity (magnitude and direction) of the robot itself, also accounting for possible delays in the perception/action toolchain. Second, no assumption has been made here on the safeguarding system. In particular, the KINECT camera has been adopted within the experimental verifications, but, in principle, any other kind of surveillance sensor can be used. Finally, the property of our metrics to be affine in the robot control input (the vector of joint velocities) allows for an easier deployment on an industrial controller.
As for commercially available solutions of HRC in industrial environments, ABB SafeMove 9 enables human workers and robots to work together without compromising on safety. 9 http://www.abb.com/.
It uses geometrical and speed restrictions, maintaining automatic operation. Similar safety-rated control solutions of industrial robots are also available on the market like Safe Production, 10 Safe Operation, 11 Dual Check Safety, 12 , etc. But redundant DOF and dynamic motion planning are normally not considered, which is different from the approach proposed in the paper.
Furthermore, human workers, collaborating with conventional industrial robots, are usually perceived by safety-rated devices like safety laser scanner, SafetyEYE 13 for 3D zone monitoring, etc. However, the 3D coordinates cannot be detected in a safety-rated way by existing commercial solutions. In the HRC applications considered in this paper, the non-safety Kinect cameras can be used because of the inherently safety design of the robot and the proper risk assessment.
Different from manual assembly, robotic automation and fixed automation, HRC has its own benefit while considering the production volume and the unit cost, like the manufacturing paradigm proposed in [40] . However, a drawback of present HRC implementations particularly in industrial environments is that the reaction in the event of an impending risk to a human worker is to stop robot motion, thus interrupting the application and curtailing productivity. The proposed approach is to maximize the productivity during the operation with respect to safety constraints. Experiments described above have shown improvement of the uptime of the collaborative applications, especially in the examples by moving down the elbow in case that the worker approaches. Speed reduction or standstill is mostly sufficient, which can be automatically recovered to normal operation from exception. As a result, this reduces the frequency of unintended contacts between worker and robot, and upholds the productivity.
VII. CONCLUSION
This paper contributes in introducing a metrics for safety evaluation in human-robot collaborative manufacturing environments. This metrics depends on the relative distance between the human worker and the robot, as well as on the robot itself. A control strategy, modulating the velocity of the robot on an assigned path, has been proposed to enforce a safe HRC. Experiments have been discussed both in case of adoption of an open robot controller, and in case of a traditional, closed-ended, scenario. 
