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ABSTRAKT
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Úvod
Tato práce se zabývá hardwarovými implementacemi asymetrických kryptografic-
kých schémat na platformě FPGA (Field Programmable Gate Array).
V první kapitole práce je uveden teoretický úvod k hardwarové implementaci
na FPGA. Nejprve je popsáno FPGA a částí, ze kterých se skládá. Dále je popsán
jazyk pro popis hardwaru VHDL (Very High Speed Integrated Circuit Hardware
Description Language), který se využívá k programování FPGA, a nakonec postup
hardwarové implementace od prvního návrhu až po nahrání výsledného programu
do zařízení.
V druhé kapitole je provedena analýza dosavadních hardwarových implementací
asymetrických kryptosystému. Přesněji jsou analyzovány hardwarové implementace
RSA(Rivest–Shamir–Adleman) a algoritmů založených na využití eliptických křivek
(ECDH - Elliptic-curve Diffie–Hellman, ECDSA - Elliptic Curve Digital Signature
Algorithm).
Ve třetí kapitole je popsáno proměření dostupných hardwarových implementací,
konkrétně jedna implementace modulárního mocnění a dvě implementace skalárního
násobení bodu na EC (Elliptic Curve) a nakonec je provedeno jejich porovnání
ve využití potřebných zdrojů.
Ve čtvrté kapitole je detailně popsán asymetrický kryptosystém Ed25519, který
byl zvolen pro vlastní implementaci. Dále jsou zde popsány komponenty, které byly
v rámci této práce vytvořeny.
V páté kapitole jsou uvedeny výsledky jednotlivých komponent, popsán postup
ověření funkčnosti této implementace a nakonec porovnání s dosavadními implemen-
tacemi.
V poslední kapitole je popsáno jak probíhalo nasazení vlastní implementace
na FPGA Virtex UltraScale+ za pomocí frameworku NDK (Netcope Development
Kit).
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1 Hardwarová implementace na FPGA
V této části je uveden teoretický úvod k hardwarové implementaci na FPGA. Nej-
prve je popsáno FPGA a částí, ze kterých se skládá. Dále je popsán jazyk VHDL,
který se využívá k programování FPGA, a nakonec postup hardwarové implementace
od prvního návrhu až po nahrání výsledného programu do zařízení.
1.1 Programovatelné hradlové pole
Programovatelné hradlové pole (FPGA) je polovodičové zařízení, které se skládá
ze tří hlavních částí, a to konfigurovatelných logických bloků, programovatelných
spojení a vstupně-výstupních bloků. Dále může obsahovat i další speciální bloky.
Mezi výhody FPGA patří přeprogramovatelnost jejich funkcí po výrobě a možnost
vykonávat velký počet paralelních operací [1].
Konfigurovatelné logické bloky – CLB
Každý blok se skládá z určitého počtu Slices. Tento počet se liší podle platformy,
např. na platformě Spartan 6 se jeden blok skládá ze 2 Slices. Každý Slice se dále
skládá z vyhledávací tabulky (LUT), pro reprezentaci logické funkce, klopných ob-
vodů nebo registrů a může obsahovat i standardní logické bloky jako jsou mul-
tiplexory nebo sčítačky. Na obrázku 1.1 je zobrazen jeden CLB a jeho názorné roz-
ložení částí, ze kterých se skládá. Počet komponentů v jednom CLB se liší podle
druhů zařízení [1].
Vyhledávací tabulka – LUT
Vyhledávací tabulka obsahuje několik vstupů a jeden výstup. Pro každou kombinaci
vstupů je možné naprogramovat jaký má být výstup. LUT je implementována jako
blok RAM paměti, který je indexovaný pomocí vstupů. Na výstup je přivedena
hodnota, která je uložená v paměti pro daný index [2].
Klopný obvod – Flip-Flop
Klopné obvody v FPGA platformě slouží jako paměti, čítače nebo děličky. Tyto
klopné obvody jsou konfigurovatelné – může se specifikovat typ resetu (synchronní
nebo asynchronní) nebo hodnota na kterou reset reaguje (logická 1 nebo logická 0).
Nejčastěji se využívá klopný obvod typu D [2].
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Slice
Slice je skupina LUT tabulek a klopných obvodů. Počet těchto prvků v každém Slice
se liší podle platformy, např. na platformě Spartan 6 se jeden Slice skládá ze 4 LUT


















Obr. 1.1: Ukázka jednoho CLB.
Speciální bloky
Moderní programovatelné hradlové pole často obsahuje i speciální bloky. Mezi ně
patří:
• aritmeticko-logická jednotka (ALU),
• multiplexory,
• blokové paměti,
• digital signal processing (DSP) bloky.
Programovatelná spojení
Programovatelná spojení slouží k propojení logických a vstupně-výstupních bloků.
Tyto propojení mohou být realizována například pomocí multiplexorů [1].
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Vstupně-výstupní bloky – IOB
Vstupně-výstupní bloky se využívají pro komunikaci s externími zařízeními. Tyto
bloky mohou být konfigurovány jako vstupní, výstupní nebo obousměrné. Vstupně-
výstupní bloky zabírají největší část FPGA, proto je důležitý výběr standardů, které
tyto bloky budou podporovat [1].
1.2 Jazyk VHDL
VHDL je jazyk, který se používá pro popisování hardwaru. Je navržen tak, aby
splňoval potřeby při návrhů elektronických systémů. Umožňuje popis struktury ob-
vodu, popis chování obvodu a simulaci obvodu, takže není kvůli každé změně potřeba
vyrábět obvod nový [3].
Popis struktury
Při popisu struktury se popisují vstupy a výstupy obvodu. Závislost výstupů na vstupů
se definuje až při popisu chování obvodu. Strukturu, kterou popisujeme pouze po-
mocí vstupů a výstupu, v jazyce VHDL nazýváme entitou a vstupy a výstupy na-
zýváme porty. Dále se popisuje, z jakých částí se obvod skládá. Každá část tohoto
obvodu musí být nějaká entita. K propojení portů těchto entit dochází pomocí tzv.
signálů [3].
Popis chování
Po popisu struktury obvodu je nutné popsat, jak se tento obvod bude chovat. Využívá
se v částech, kde není vhodné obvod popisovat strukturálně. Například při definování
základních bloků obvodu jako jsou logická hradla. V tomto případě je nutné vytvořit
funkci závislosti výstupů na vstupech [3].
1.3 Postup hardwarové implementace
Postup hardwarové implementace na FPGA se skládá ze tří fází. Nejprve se dělá
návrh obvodů, poté následuje syntéza zdrojových souborů a na konec implementace,
během které se vygeneruje výstupní soubor, který se nahraje do zařízení.
Na obrázku 1.2 je zobrazeno schéma postupu při návrhu hardwarové implemen-
tace. Je na něm znázorněn sled fází, které jsou dále blíže popsány, a možnosti ověření








Funkční a časová simulace
Funkční a časová simulace
Behaviorální simulace
Statická časová simulace
Obr. 1.2: Schéma postupu při návrhu hardwarové implementace.
Návrh systému
Návrh se provádí buď schematicky nebo pomocí jazyku pro popisování hardwaru
(HDL), případně se může použít kombinace obou možností. Schématický návrh je
vhodnější používat pouze u menších projektů, protože u větších projektů je složitější
se v tomto návrhu orientovat.
V tomto kroku se může využít behaviorální simulace (také nazývána Register
Transfer Level (RTL) simulace). Tato simulace je relativně rychlá, a proto se do-
poručuje ji využívat často k ověření funkčnosti návrhu a k nalezení chyb v logice
obvodu [4].
Syntéza
V tomto kroku jsou zdrojové kódy přeloženy do reálných obvodů skládajících se
z prvků jako jsou logické a klopné obvody. Výstupem syntézy je soubor netlist,
který obsahuje list potřebných logických prvků a informace o jejich propojení. Během
překladu se nejprve ověřuje správnost syntaxe a poté optimalizace pro dané zařízení.
Při optimalizaci jsou odstraněny redundantní prvky.
Po syntéze se může provést funkční simulace, která se využívá k ověření správné
funkce návrhu. Tato simulace by měla zahrnout všechny možné kombinace vstupů
a stavů obvodů. Celá syntéza se provádí pomocí specializovaných nástrojů, např.
Synopsys FPGA Compiler [4].
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Implementace
Implementace se skládá ze tří kroků:
• překlad (Translate) – dochází ke spojení netlistů a omezení do jednoho sou-
boru,
• mapování (Map) – obvod je rozdělen do dílčích bloků tak, aby se vešly do lo-
gických bloků FPGA,
• rozmístění a propojení (Place and Route) – dílčí bloky z předchozího kroku
jsou vloženy do logických bloků podle omezení a propojeny mezi sebou.
Po těchto krocích je vygenerován výsledný soubor, který se nahrává do zařízení.
Dále je vhodné provést statickou časovou simulaci. Tato simulace poskytuje nej-
přesnější obrázek o tom, jak se daný návrh bude chovat na reálném zařízení, protože
již bere v potaz i zpoždění bloků. Nevýhodou této simulace je, že zabírá spoustu
času [4].
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2 Analýza dosavadních hardwarových imple-
mentací asymetrických kryptosystémů
Mezi nejčastěji využívané asymetrické kryptosystémy patří RSA a kryptografie na bázi
eliptických křivek ECC. Při použití RSA se pracuje s velkými čísly, proto jsou hard-
warové implementace tohoto algoritmu velice náročné. Z tohoto důvodů se častěji
využívá ECC. V tabulce 2.1 je zobrazeno porovnání délek klíčů při použití RSA
a ECC pro udržení stejné úrovně bezpečnosti. V této části jsou shrnuty dosavadní
implementace asymetrických kryptografických schémat na FPGA.
Tab. 2.1: Porovnání délky klíče pro RSA a ECC při stejné úrovni bezpečnosti
RSA 1024 2048 3072 8192 15360
ECC 160 224 256 384 512
2.1 Hardwarová implementace RSA
Při šifrování a dešifrování pomocí RSA je potřebná pouze jedná operace, a to mo-
dulární mocnění. Proto je nejdůležitější se zaměřit na optimalizaci této operace.
Modulární mocnění
Modulární mocnění je pro velká čísla velice náročná operace, proto se nejčastěji
zjednodušuje na sérii modulárního násobení a počítání druhých mocnin. Tento algo-
ritmus se nazývá „square and multiply“. V tomto algoritmu se prochází exponent bit
po bitu buď zleva doprava nebo zprava doleva a v závislosti na tom, jestli je daný
bit logická jednička nebo logická nula provádíme operaci násobení nebo mocnění
dvěma.
Dosavadní hardwarové implementace
Hardwarovou implementací RSA algoritmu se zabývali S. Kumar Sahu a M. Pradhan
ve své práci [5] z roku 2011 a R. Verma, M. Dutta, R. Vig ve své práci [6] z roku
2013.
V práci [5] je prezentována implementace podporující šifrování a dešifrování po-
mocí klíče o velikosti 128 bitů, 256 bitů nebo 512 bitů. Pro modulární mocnění je
použit Montgomeryho algoritmus, který využívá pouze bloky posunu a sčítání. Díky
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tomu, že jsou tyto bloky opětovně použitelné, snižuje se množství potřebných zdrojů
na FPGA. I přes toto snížení tato implementace jen pro 128bitový klíč potřebovala
více než 100 % dostupných zdrojů na vybraném zařízení viz 2.2.
V práci [6] je modulární mocnění řešeno stejně jako v práci [5] pomocí Montgo-
meryho algoritmu. V této práci je však použita upravená verze tohoto algoritmu,
díky čemu se můžou operace násobení a mocnění dvěma provádět paralelně. Pro šif-
rování a dešifrování je možné využít 512 nebo 1024bitový klíč. Architektura navržena
v této práci [6] byla syntetizována a implementována na zařízení Virtex-5. Využití
zdrojů pro tuto architekturu je uvedeno v tabulce 2.2.
Tab. 2.2: Výsledky syntézy prací [5] a [6] zaměřujících se na modulární mocnění
Práce Zařízení Velikost klíče Slice Flip Flop LUT Frekvence [MHz]
[5] Spartan-3 128 2366 2943 4325 101,06
[6] Virtex-5 512 5777 6773 6773 239,09
[6] Virtex-5 1024 11898 13432 13437 229,49
2.2 Hardwarová implementace kryptografie na bázi
eliptických křivek
Kryptografie na bázi eliptických křivek (ECC) je na zařízeních s omezenými zdroji
častěji využívána, protože pro stejnou úroveň zabezpečení je potřeba menší velikosti
klíčů, a tedy operace šifrování a dešifrování nejsou tak náročné. Při použití ECC
je nejvíce využívanou operací násobení bodu, proto se na optimalizaci této operace
zaměřuje velké množství publikací.
Při implementacích se nejčastěji používá křivka 25519, protože jsou výpočty
na ni rychlejší, má menší délku klíče a je jednodušší pro implementaci než křivky
standardizované Národním institutem standardů a technologie (NIST) [8].
Skalární násobení bodu na EC
Při násobení bodu na EC se využívá algoritmus „Montgomery ladder“. V tomto al-
goritmu se provádí sekvence sčítání dvou bodů (Point addition), dvojnásobení bodu
(Point doubling) a prohazování bodů (Point swapping). Výhodou využití algoritmu
„Montgomery ladder“ je to, že při správné implementaci všech operací trvá vždy
konstantní čas, je tedy odolný proti útokům pomocí časové analýzy.
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Při operaci sčítání dvou bodů je při použití afinních souřadnic potřeba dvou
operací, a to násobení a dělení na konečném poli. Zatímco při použití projektivních
souřadnic je potřeba pouze násobení. Proto se častěji pro implementaci využívají
projektivní souřadnice, protože jejich použití snižuje množství potřebných zdrojů.
Dosavadní hardwarové implementace
Existuje velké množství prací zabývajících se hardwarovou implementací ECC. Tyto
práce se zaměřují na implementace s využitím co nejmenšího množství zdrojů, imple-
mentací s nízkým zpožděním při generování sdíleného klíče, implementací s nízkou
spotřebou či implementací podporující více křivek.
Hardwarové implementace s nízkým zpožděním
Implementací minimalizující časovou náročnost skalárního násobení bodu na ECC
se zabývali P. Koppermann, F. De Santis, J. Heyszl, a G. Sigl ve své práci [7] z roku
2016 a R. Salarifard a S. Bayat-Sarmadi ve své práci [8] z roku 2019.
V práci [7] je pro jednu iteraci jejich implementace „Montgomery ladder“ al-
goritmu potřeba pouze 42 cyklů. Tato implementace podporuje na zařízení Xilinx
Zynx-7030 frekvenci až 115 MHz. Díky tomu je možnost vygenerovat pomocí algo-
ritmu ECDH sdílený klíč za méně než 120 𝜇𝑠 viz tab. 2.3.
V práci [8] je pro jednu iteraci jejich implementace „Montgomery ladder“ algo-
ritmu potřeba pouze 11 cyklů. Pro implementaci navrhli „Karatsuba-Ofman-based
field multiplier“ architekturu. Maximální dosaženou frekvencí na zařízení Xilinx
Zynx-7030 je 87 MHz. Pro vygenerování sdíleného klíče s využitím ECDH algoritmu
je potřeba jen 44 𝜇𝑠 viz tab. 2.3.
Tab. 2.3: Výsledky syntézy prací [7] a [8] zaměřujících se na skalární násobení















[7] X25519 8639 21107 26483 115 13639 118 150/789
[8] X25519 3362 2705 12989 87 3858 44 -
21
Hardwarové implementace podporující křivky Ed25519 a X25519
Na implementaci podporující křivky Ed25519 a X25519 se zaměřili F. Turan a I. Ver-
bauwhede ve své práci [9] z roku 2018 a M. Ali Mehrabi a Ch. Doche ve své práci
[10] z roku 2019.
V Práci [9] je představena první hardwarová implementace ECDSA na křivce
Ed25519. Je zde popsána architektura, která kombinuje ECDSA algoritmus založený
na křivce Ed25519 a vytvoření sdíleného klíče pomocí křivky X25519. Účelem této
práce bylo prozkoumat vhodnost implementace těchto dvou algoritmů na zařízeních
s omezenými zdroji. V tabulce 2.4 jsou uvedeny výsledky jejich implementace. Práce
[10] se primárně zaměřuje na minimalizaci spotřeby. Ke snížení náročnosti hardwa-
rové implementace je v této práci navržen algoritmus prokládaného modulárního
násobení (interleaved modular multiplication). Pomocí této architektury byla vý-
razně snížena dynamická spotřeba na 145mW oproti předchozím implementacím viz
tab. 2.3 a tab. 2.4.
Tab. 2.4: Výsledky syntézy prací [9] a [10] zaměřujících se na skalární násobení













[9] Ed25519 2656 11148 82 1467 -
[9] X25519 962 2707 105 608 -
[10] Ed25519 3472 8680 137,5 628 107/172
[10] X25519 3411 7380 137,5 512 103/145
Hardwarové implementace ECDSA
Celkovou hardwarovou implementací algoritmu ECDSA se zabývali A. Abidi, B. Bou-
allegue, F. Kahri ve své práci [11] z roku 2014 a B. Glas, O.Sander, V. Stuckert,
K. D. Müller-Glaser a J. Becker ve své práce [12] z roku 2011.
V práci [11] je pro skalární násobení bodu na EC využit algoritmus „Montgo-
mery ladder“, který podporuje 163bitovou EC. Dále je zde implementována hasho-
vací funkce SHA-256 pro generování podpisu a generátor náhodných čísel, který se
využívá při generování soukromého klíče a při generování podpisu. Tato implemen-
tace pracuje pouze v režimu podepisování a maximální možná frekvence je 94MHz
viz tab. 2.5.
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V práci [12] jsou implementovány všechny bloky potřebné pro ECDSA. Fun-
guje jak pro generování, tak i pro ověřování podpisu. Jako hashovací funkci vyu-
žívá SHA-256. Tato implementace je navržena pro dvě různé eliptické křivky, a to
secp224r1 a secp256r1, podporuje tedy 224 a 256bitové operace. Maximální možná
frekvence této implementace je 50MHz viz tab. 2.5. Tato implementace umožňuje
také využití pouze modulu pro generování podpisu, při čemž může dosahovat rych-
losti generování až 184 podpisů za sekundu ověřování podpisu, při čemž může do-
sahovat rychlosti ověřování až 140 ověření za sekundu při využití křivky secp256r1
viz tab. 2.6.
Tab. 2.5: Výsledky syntézy prací [11] a [12] zaměřujících se na ECDSA
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2.3 Ochrana proti útokům na hardwarové implemen-
tace
Hardwarové implementace jakýchkoliv kryptografických schémat mohou poskytovat
informace o soukromých klíčích při využití útoků postranními kanály. Příkladem
útoků pomocí postranních kanálů může být měření spotřebovávané energie (např.
proudová analýza) nebo měření času potřebného pro vykonání algoritmu.
Například u implementace modulárního mocnění s využitím algoritmu square and
multiply se prochází exponent (soukromý klíč) bit po bitu a v závislosti na tom, jestli
je hodnota aktuálního bitu log 0 nebo log 1 vykonává jiný počet operací. Při hodnotě
bitu log 0 i log 1 se provádí operace mocnění dvěma, ale jen při hodnotě bitu log 1
se vykonává i operace násobení. Proto bude na základě hodnoty soukromého klíče
v každém kroku algoritmu prováděn jiný počet operací a může být možné pomocí
časové analýzy zjistit hodnotu soukromého klíče.
Existuje více možností ochrany. Využívají se jak softwarové, tak i hardwarové.
Mezi softwarové patří například úprava algoritmu tak, aby se hodnota klíče mas-
kovala nějakou náhodnou hodnotou. Hardwarovou ochranou může být třeba vyhla-
zování využití energie nebo změnou úrovní tranzistorové logiky. Nicméně je velice
náročné tyto opatření aplikovat bez podpory výrobců, viz [13].
2.4 Shrnutí
V této kapitole byl analyzován stav dosavadních návrhů pro hardwarovou implemen-
taci asymetrických kryptosystémů. V první části byly analyzovány práce zaměřující
se na implementaci modulárního mocnění potřebného pro RSA. Z tabulky 2.2 je
vidět, jak s rostoucí velikosti klíče se přímo úměrně zvyšuje množství potřebných
zdrojů, proto tyto implementace nejsou vhodné pro větší klíče.
V druhé části byly analyzovány práce popisující implementace operací potřeb-
ných pro ECC. Analyzované práce se zabývají především optimalizací implementace
skalárního násobení bodu na EC. Nejlepších výsledků pro implementaci s nízkým
zpožděním bylo dosaženo v práci [8]. Jejich návrh potřebuje pro vygenerování sdí-
lené klíče s využitím ECDH pouze 3858 cyklů, což na testovaném zařízení Xilinx
Zynx-7030 odpovídá 44 𝜇𝑠.
Analyzované implementace je těžké mezi sebou přímo porovnávat, protože jsou
implementovány různé kryptografické schémata podporující různé velikosti klíčů,
které zaručují jiné úrovně bezpečnosti. Dále se tyto implementace zaměřují na různé
optimalizace - některé na optimalizované využití zdrojů, některé na minimální zpož-
dění nebo maximální propustnost.
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3 Měření dostupných hardwarových imple-
mentací asymetrických kryptosystémů
V této kapitole bude proveden rozbor veřejně dostupných hardwarových implemen-
tací asymetrických kryptosystémů. Konkrétně implementace modulárního mocnění
potřebného pro RSA1, která je volně dostupná pod licencí LGPL, implementace
operací potřebných pro ECC2 a implementaci algoritmu ECDSA3, obě volně do-
stupné pod licencí GNU-GPL3.0 . Dále ověření správné funkčnosti pomocí simulací
a zjištění využití potřebných zdrojů pomocí syntézy.
Pro simulaci i syntézu dostupných implementací byl využit program Vivado
2019.1 od firmy Xilinx. Simulace byla prováděna pro zařízení rodiny Artix-7. U každé
implementace je uvedeno využití hardwarových zdrojů (Flip Flop, LUT), maximální
možná frekvence a statická a dynamická spotřeba.
3.1 Hardwarová implementace modulárního mocnění
Tato implementace je napsána v jazyku VHDL a podporuje 32, 64 a 512bitové
modulární mocnění. Aby bylo možné v další části porovnat výsledky mezi touto
implementací a implementacemi využívajícími eliptické křivky byla tato implemen-
tace upravena tak, aby podporovala i 1024bitové modulární mocnění. Základem pro
provedení mocnění je Montgomeryho algoritmus stejně jako v práci [5]. Pro zpro-
voznění implementace je potřeba přidat existující IP (Intellectual Property) blok
„Block Memory Generator“, který se v implementaci používá pro uchování vstupů
modulárního násobení.
Pomocí simulace byla ověřena správnost této implementace pro všechny tři bi-
tové velikosti vstupních čísel. Na obrázku 3.1 je zobrazena ukázka nastavení vstupů.
Nejprve se nahraje na vstup (signál „input“) základ mocniny, poté modulo a nako-
nec exponent. Potom probíhá výpočet výstupu, který je nakonec uložen do signálu
"output". Hodnotu výstupu je možné vidět na obrázku 3.2. Z obrázků 3.1 a 3.2 je vi-
dět, že celý výpočet trval přibližně 49 𝜇𝑠, při použití hodinového signálu s frekvencí
100MHz.
V tabulce 3.1 jsou uvedeny výsledky syntézy této implementace. Z využití zdrojů
lze vidět, že se zvětšující se bitovou velikostí vstupních hodnot se přímo úměrně





Obr. 3.1: Ukázka simulace načtení vstupů pro modulární mocnění.
Obr. 3.2: Ukázka simulace výstupu modulárního mocnění.
Tab. 3.1: Výsledky syntézy hardwarové implementace modulárního mocnění






32bitová 149 280 128,2 131/44
64bitová 280 428 103,1 131/51
512bitová 2082 3281 27,0 132/119
1024bitová 4140 6478 14, 95 133/135
3.2 Hardwarová implementace operací na EC
Autorem této implementace je Miguel Morales-Sandoval, který na ní pracoval od roku
2004 do roku 2008. Celá implementace je napsaná v jazyku VHDL a obsahuje mo-
duly pro aritmetické operace s konečnými poli, aritmetické operace na EC a skalární
násobení bodu na EC. Operace podporují tři velikosti a to 113, 131 a 163bitové. Tato
implementace využívá na rozdíl od většiny ostatních afinní souřadnice bodů. K této
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implementaci nebyl žádný testovací soubor a neexistuje ani žádná dokumentace,
a proto nebylo možné ověřit správnost pomocí simulace.
V tabulce 3.2 jsou uvedeny výsledky syntézy implementací skalárního násobení
na EC. Byly proměřeny všechny tři podporované velikosti. Z tabulky je vidět, že
pro 163bitovou implementaci bylo využito přibližně stejné množství zdrojů, jako
u 512bitové implementace modulárního mocnění, ale při porovnání s 1024bitovou im-
plementací zabírá pouze polovinu potřebných zdrojů viz tab. 3.1. Jak bylo uvedeno
již v druhé kapitole, 163bitová implementace ECC odpovídá úrovni bezpečnosti při
použití 1024bitové implementace RSA viz tab. 2.1. Tedy pro stejnou úroveň bezpeč-
nosti je potřeba pouze polovina zdrojů než u implmenetace modulárního mocnění.
Tab. 3.2: Výsledky syntézy hardwarové implementace skalárního násobení na EC






113bitová 1755 1840 157,3 109/48
131bitová 2038 1993 184,9 131/72
163bitová 2530 2615 200,0 131/104
3.3 Hardwarová implementace ECDSA
Autoři této implementace jsou Leander Schulz a Lennart Bublies. Na této implemen-
taci ECDSA, napsané v jazyce VHDL, pracovali od roku 2017 do roku 2018. Imple-
mentace podporuje různé eliptické křivky nad konečnými binárními poli, je potřeba
pouze definovat parametry vybrané křivky. Jejich zdroje obsahují implementace zá-
kladních bloků potřebných aritmetických operací na konečném poli, operací na EC,
ale také bloků z nich složených pro implementaci algoritmů využívaných v ECDSA
(generování klíče, generování podpisu, ověření podpisu atd.).
Ověření správnosti bylo provedeno na křivce sect163k1 definované organizací
NIST. Byla ověřena správnost modulu pro generování klíče, modulu hashovací funkce
SHA-256, modulu pro výpočet skalárního násobení bodu na EC. Na obrázku 3.3 je
možné vidět ukázku ze simulace pro ověření skalárního násobení bodu na EC. Signály
„xP“ a „yP“ jsou souřadnice bodu, který se má násobit, signál „k“ udává kolikrát se
tento bod bude násobit a signály „xQ1“ a „yQ1“ jsou souřadnice výsledného bodu.
V tabulce 3.3 jsou uvedeny výsledky syntézy bloku pro generování podpisu
a ověření podpisu, bloku pro generování klíče, bloku hashovací funcke SHA-256
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Obr. 3.3: Ukázka simulace modulu pro skalární násobení bodu na EC.
a bloku pro skalární násobení bodu. Syntéza byla provedena při nastavení parame-
trů pro křivku sect163k1. Z výsledků syntézy je vidět, že implementace skalárního
násobení bodu v tomto projektu je srovnatelná s výsledky skalárního násobení 163bi-
tové implementace práce od Miguela Morales-Sandovala a že implementace bloku
pro generování podpisu je méně náročná na potřebné zdroje než implmentace bloku
pro ověření podpisu.
Tab. 3.3: Výsledky syntézy hardwarové implementace operací na EC






generování podpisu 3682 3335 162,08 71/172
ověření podpisu 7545 7884 168,15 71/248
generování klíče 2495 2854 168,15 71/104
SHA-256 2838 2612 90,66 71/84
násobení bodu na EC 2492 2664 168,15 71/94
3.4 Shrnutí
V této kapitole byly syntézovány tři volně dostupné implementace a výsledky byly
prezentovány v tabulkách. Z těchto výsledků je možné vidět, že hardwarová imple-
mentace modulárního mocnění podporující 1024bitové čísla využívá přibližně dva-
krát větší množství zdrojů než obě hardwarové implementace skalárního násobení
bodu na EC podporující 163bitovou EC s odpovídající úrovní bezpečnosti. Dále byla
pomocí simulací ověřena správnost hardwarové implementace modulárního mocnění
a modulů implementace ECDSA.
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V grafu na obrázku 3.4 je uvedeno porovnání využitých zdrojů hardwarové im-
plementace modulárního mocnění potřebného pro RSA a skalárního násobení bodu
na EC potřebného pro ECC při stejné úrovni bezpečnosti. Z tohoto porovnání im-
plementací modulárního mocnění a operací na EC se dá říct, že z hlediska využitých
zdrojů je vhodnější implementovat asymetrický kryptosystém založený na EC.












Obr. 3.4: Porovnání využití zdrojů RSA a ECC při stejné úrovni bezpečnosti.
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4 Vlastní hardwarová implementace asyme-
trického kryptosystému
Na základě analýzy dosavadních návrhů hardwarových implementací asymetrických
kryptosystémů uvedené v kapitole 2 a měření dostupných hardwarových implemen-
tací uvedených v kapitole 3 byl jako vhodný pro vlastní hardwarovou implementaci
vybrán asymetrický kryptosystém ECDSA, konkrétněji Ed25519, což je ECDSA,
které využívá jako hashovací funkci SHA-512 a Edwardsovu křivku 25519.
4.1 ECDSA
ECDSA je variantou asymetrického kryptografického schématu DSA využívající
eliptické křivky. Pro implementaci ECDSA je potřeba implementovat komponenty
pro operace na eliptických křivkách (skalární násobení bodu, sčítání dvou bodů
a dvojnásobení bodu), pro které je také potřeba aritmetika nad konečnými poli, dále
hashovací funkci, která je potřeba při generování podpisu a nakonec komponentu pro
generování náhodných čísel, která je potřebná pro vygenerování soukromého klíče.
Ed25519
Jak bylo výše zmíněno, tato práce se bude dále zabývat konkrétně implementací
Ed25519. Výhodou Ed25519 je to, že generování podpisu je deterministické, nemůže
se tak stát jako u běžného ECDSA, že během generování podpisu se příjde na to,
že pro náhodně zvolené číslo nelze podpis vygenerovat a musí se zvolit nějaké jiné.
Další výhodou je využití Edwardsovy křivky, pro které platí, že operace nad křivkou
jsou definovány pro všechny body, nemusí se tedy při implementaci nijak řešit bod
v nekonečnu, jako u eliptických křivek.
Z blokového schématu na obrázku 4.1 je vidět postup generování a následného
ověření podpisu. Nejprve je ze soukromého klíče vygenerován veřejný klíč a poté
jsou oba tyto klíče využity během generování podpisu. Pro generování je dále nutná
zpráva, která má být podepsána. S využitím hashovací funkce SHA-512 a operací
na eliptické křivce je vygenerován výsledný podpis. Tento podpis je pak společně se
zprávou odeslán a příjemce pak s pomocí veřejného klíče může ověřit, jestli je zpráva
skutečně od daného odesílatele a jestli nebyla nějak pozměněna.
Během generování i ověřování podpisů se využívá komprese a dekomprese bodů.
Při kompresi je bod uložen jako 32bytové číslo, které reprezentuje y souřadnici bodu
a nejvýznamější bit je nastaven na 1 nebo 0 podle znaménka bodu x. Při dekompresi
jsou souřadnice bodu z těchto 32bytů obnoveny.
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Obr. 4.1: Blokové schéma Ed25519.
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Algoritmus generování veřejného klíče
1. Ze soukromého klíče se pomocí hashovací funkce SHA-512 vygeneruje hash
a zjeho prvních 32bytů se vygeneruje číslo a.
2. Vypočte se bod A jako skálární součin 𝐴 = 𝑎 · 𝐺.
3. Tento bod A se kompresuje na 32bytů a výsledek je vygenerovaný veřejný klíč.
Algoritmus generování podpisu
1. Ze soukromého klíče se pomocí hashovací funkce SHA-512 vygeneruje hash a z
jeho prvních 32bytů se vygeneruje číslo a a zbylých 32bytů je využito později
jako prefix.
2. Vypočte se bod A jako skálární součin 𝐴 = 𝑎 · 𝐺. Tento bod je využit jako
veřejný klíč.
3. Vypočte se bod R jako skalární součin 𝑅 = 𝑟 · 𝐺, kde se r vygeneruje pomocí
hashovací funkce z prefixu a zprávy.
4. Vypočte se hash h z bodů A, R a zprávy.
5. Vypočte se 32bytové číslo s jako součet čísla a a výsledku modulárního náso-
bení čísel r a h.
6. Výsledný podpis vznikne spojením R a s.
Algoritmus ověření podpisu
1. Z veřejného klíče se získá pomocí dekomprese bod A, pokud se bod nepodaří
získat, je podpis neplatný.
2. Z prvních 32 bytů podpisu se získá pomocí dekomprese bod R, pokud se bod
nepodaří získat, je podpis neplatný.
3. Ze zbylých 32 bytů podpisu se se získá číslo s a je vypočten hash h z prvních
32 bytů podpisu, veřejného klíče a zprávy.
4. Vypočtou se body sB, hA, pomocí skalárního násobení 𝑠𝐵 = 𝑠 · 𝐺, ℎ𝐴 = ℎ · 𝐴
5. Porovná se bod sB a součet bodů R a hA, pokud se tyto body rovnají, je
podpis platný, jinak neplatný
Edwardsova křivka 25519
Tato křivka je definována nad konečným prvočíselným polem 𝐹2255−19. Rovnice Ed-
wardsových křivek je 𝑎𝑥2 +𝑦2 = 1+𝑑𝑥2𝑦2. Konkrétní parametry Edwardsovy křivky
25519 jsou uvedeny v tabulce 4.1, viz [16].
32
Tab. 4.1: Parametry Edwardsovy křivky 25519
a = -1
p = 0x 7FFFFFFF FFFFFFFF FFFFFFFF FFFFFFFF FFFFFFFF FFFFFFFF
FFFFFFFF FFFFFFED
d = 0x 52036CEE 2B6FFE73 8CC74079 7779E898 00700A4D 4141D8AB
75EB4DCA 135978A3
x = 0x 216936D3 CD6E53FE C0A4E231 FDD6DC5C 692CC760 9525A7B2
C9562D60 8F25D51A
y = 0x 66666666 66666666 66666666 66666666 66666666 66666666
66666666 66666658
4.2 Hardwarové implementace komponent
V této části budou podrobněji popsány jednotlivé komponenty, které byly implemen-
továny. Tyto komponenty byly implementovány v jazyku VHDL ve vývojovém pro-
středí Vivado 2019.1 od firmy Xilinx. Implementace komponent byly optimalizované
pro parametry využívané křivky. K ověření správnosti implementací jednotlivých
komponent byly vytvořeny testovací soubory a pro ověření celkové implementace
byly využity testovací vektory uvedené v kapitole 5.1.
Modulární násobení
Pro modulární násobení 𝑧 = 𝑥 · 𝑦 𝑚𝑜𝑑 𝑝 byl využit algoritmus Montgomeryho
násobení, při kterém se vypočte 𝑍 = 𝑋 · 𝑌 · 𝑅−1 𝑚𝑜𝑑 𝑝. Čísla Z, X, Y jsou čísla
v Montgomeryho doméně, proto je nejprve potřeba převést vstupní čísla x, y do této
domény a nakonec výstupní číslo Z zpět do celočíselné domény. Pro tyto převody
může být opět využit algoritmus Montgomeryho násobení. Číslo R je konstanta,
která se nazývá "Montgomery radix", a musí být volena tak, aby největší společný
dělitel gcd(R, M) byl roven 1. Je doporučeno volit 𝑅 = 2𝑛, kde n je počet bitů čísla
M.
Tento algoritmus je vhodný pro zařízení s omezenými zdroji, protože všechny
mezivýsledky v průběhu tohoto algoritmu potřebují maximálně o 1 bit paměti více
než je velikost vstupů. Další výhodou tohoto algoritmu je, že při vhodném zvolení
parametrů využívá pouze operace součtu a posunu.
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Modulární dělení
Další potřebnou operací pro implementaci je modulární dělení 𝑧 = 𝑥
𝑦
𝑚𝑜𝑑 𝑝. Vstupem
této komponenty jsou tedy tři čísla x, y a p a výstupem číslo z. Modulární dělení
bylo implementováno pomocí hardwarového algoritmu uvedeného v práci [15], který
je založený na rozšířeném algoritmu pro hledání největšího společného dělitele.
Sčítání dvou bodů a dvojnásobení bodu
Pro sčítání dvou bodů byla využita metoda podle doporučení uvedeném v [16]. Tedy
body nejsou reprezentovány pomocí tradičních afinních souřadnic (x, y), ale pomocí
rozšířených homogenních souřadnic (X, Y, Z, T ), kde x = 𝑋
𝑍
, y = 𝑌
𝑍
, x · y = 𝑇
𝑍
.
Pro převod z afinních souřadnic se zvolí Z = 1, potom se X = x a Y = y a jediné
co je potřeba dopočítat je 𝑇 = 𝑥 · 𝑦.
Výhodou tohoto řešení je, že je pro výpočet součtu dvou bodů potřeba méně
operací než při výpočtech v afinních souřadnicích.
Pro výpočet dvojnásobení bodu byla využita komponenta na sčítání dvou bodů,
na jejiž vstupy je přiveden dvakrát stejný bod.
Skalární násobení bodu
Jak již bylo zmíněno v předchozích kapitolách, skalární násobení bodu na EC je
u kryptosystému využívajících EC nejčastěji využívané a proto je potřeba, aby bylo
optimalizované. Proto v této práci bylo skalární násobení bodu implementováno
pomocí algoritmu "Montgomery Ladder".
Implementovaná komponenta má jako vstup souřadnice bodu P a číslo k, vý-
stupní bod 𝑄 = 𝑘 · 𝑃 . Na začátku algoritmu je bod Q nastaven na bod generátoru
EC a bod R je uložen do pomocného signálu R. Poté se prochází číslo k bit po bitu
v každém kroku se provádí operace sčítání bodu Q a R a v závislosti na tom jestli je
hodnota aktuálního bitu čísla k log 0 nebo log 1 se dvojnásobí bod Q respektive R.
Díky tomu, že se v každém kroku, nezávisle na hodnotě bitu čísla k, provádí vždy
stejný počet operací, je při správné implementaci těchto operací, tento algoritmus
odolný proti útokům postranními kanály s využitím časové analýzy.
Ve výpisu 4.1 je ukázka využití komponent pro sčítání dvou bodů a dvojnásobení
bodu. Je možné vidět, že na vstup komponenty point_addition jsou vždy přivedeny
body Q a R a výstup je uložen do pomocného signálu. Který je v závislosti na hod-
notě aktuálního bitu k uložen do Q nebo R. U komponenty point_doubling vždy




Pro hashovací funkci SHA-512 byla využita volně dostupná komponenta1 pod licencí
MIT. Tato komponenta byla dále optimalizována a tak se snížil počet využívaných
zdrojů. Porovnání původní a upravené verze je uvedeno v tabulce 4.2.
Tab. 4.2: Porovnání využití zdrojů SHA-512 komponent
Implementace LUT Flip flop BRAM
SHA-512 - původní 14356 5330 0
SHA-512 - upravená 3028 1094 1
Generování veřejného klíče
Komponenta pro generování veřejného klíče byla vytvořena podle algoritmu uve-
deného v podkapitole 4.1. Tato komponenta potřebuje jako vstup pouze soukromý
klíč, z kterého vygeneruje 32bytový veřejný klíč.
Generování podpisu
Pro generování podpisu je potřeba zadat soukromý klíč, který je náhodné 32bytové
číslo, a zpráva, která má být podepsána. Dále je uveden algoritmus generování pod-
pisu a na obrázku 4.2 je zobrazena ukázka simulace této komponenty. Generování
podpisu probíhá podle algoritmu uvedeného v podkapitole 4.1.
Obr. 4.2: Ukázka generování podpisu.
1Dostupné z: https://github.com/dsaves/SHA-512
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Výpis 4.1: Ukázka využití komponent u skalárního násobení
1 addition : entity work. point_addition port map (
2 rst_i => rst_add ,
3 clk_i => clk_i ,
4 Xp_i => Qx ,
5 Yp_i => Qy ,
6 Zp_i => Qz ,
7 Tp_i => Qt ,
8 Xq_i => Rx ,
9 Yq_i => Ry ,
10 Zq_i => Rz ,
11 Tq_i => Rt ,
12
13 Xr_o => X_add ,
14 Yr_o => Y_add ,
15 Zr_o => Z_add ,
16 Tr_o => T_add ,
17 done_o => done_add
18 );
19
20 doubling : entity work. point_addition port map (
21 rst_i => rst_double ,
22 clk_i => clk_i ,
23 Xp_i => Xd ,
24 Yp_i => Yd ,
25 Zp_i => Zd ,
26 Tp_i => Td ,
27 Xq_i => Xd ,
28 Yq_i => Yd ,
29 Zq_i => Zd ,
30 Tq_i => Td ,
31
32 Xr_o => X_double ,
33 Yr_o => Y_double ,
34 Zr_o => Z_double ,
35 Tr_o => T_double ,




Pro ověření podpisu je potřeba zadat veřejný klíč, který je vygenerovaný ze soukro-
mého klíče a má také 32 bytů, zprávu a její podpis, který má být ověřený. Dále je
uveden algoritmus generování podpisu a na obrázku 4.3 je zobrazena ukázka simulace
této komponenty. Ověření podpisu probíhá podle algoritmu uvedeného v podkapitole
4.1.
Obr. 4.3: Ukázka ověření podpisu.
Pomocné komponenty
Dále byly vytvořeny pomocné komponenty a to pro kompresi a dekompresi bodu,
komponenta pro přípravu zprávy pro komponentu SHA-512 a komponenta pro vý-
počet modula.
4.3 Shrnutí
V této části byly popsány komponenty, které byly implementovány v rámci této
práce. Tyto komponenty jsou dostupné v příloze této práce. V další kapitole jsou
uvedeny informace o způsobu ověření správnosti těchto komponent a výsledky pro-
měření těchto komponent.
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5 Ověření a výsledky vlastní implementace
Ověření a měření využití zdrojů jednotlivých komponent implementace probíhalo
pomocí vývojového prostředí Vivado 2017.4.1 od společnosti Xilinx.
5.1 Ověření hardwarové implementace
Pro ověření komponent byly napsány testovací soubory. Při každé změně byla vy-
užívána behaviorání simulace, protože jak bylo uvedeno v první kapitole 1, tato
simulace je velice rychlá a dá se tak jednoduše ověřit správnost změn.
5.1.1 Testovací vektory
Pro ověření byly využity testovací vektory uvedeny v práci [16] a dále na vlast-
ních testovacích vektorech, které byly ověřeny pomocí knihovny v jazyce Python.
Ukázka těchto testovacích vektorů je uvedena v tabulce 5.1. Testovací vektory jsou
uvedeny v hexadecimálním formátu a je vždy zobrazen soukromý klíč, který byl
využit, podepisovaná zpráva a její výsledný podpis.
Tab. 5.1: Testovací vektory pro ověření vlastní implementace
Soukromý klíč: Soukromý klíč:
9d61b19deffd5a60ba844af492ec2cc4 4ccd089b28ff96da9db6c346ec114e0f
4449c5697b326919703bac031cae7f60 5b8a319f35aba624da8cf6ed4fb8a6fb




































Zpráva (délka 2 byty):









5.2 Výsledky syntézy hardwarové implementace
V tabulce 5.2 jsou uvedeny výsledky syntézy jednotlivých komponent. Tyto vý-
sledky byly získány pomocí syntézy pro zařízení Virtex UltraScale+. Pro každou
komponentu je uvedeno její využítí zdrojů - počet využitých vyhledávacích tabu-
lek a klopných obvodů, dále maximální frekvence, při které může daná komponenta
pracovat a statická a dynamická spotřeba této komponenty.
Tab. 5.2: Výsledky syntézy vlastní hardwarové implementace






montogomeryho násobení 1168 783 468,8 1738/116
modulární dělení 4781 1833 351,1 1721/345
sčítání bodů 7608 3105 330,5 1748/290
násobení bodu 17427 8546 301,7 1751/755
SHA-512 3028 1094 308,5 1738/226
generování veřejného klíče 25830 12317 307.3 1731/1153
generování podpisu 31024 16706 307.3 1750/1420
ověření podpisu 45420 24762 207,2 1729/1030
Pro vygenerování podpisu je potřeba 665932 cyklů, pro ověření podpisu je po-
třeba 933014 cyklů. Z těchto čísel vyplývá, že je možné generovat 462 podpisu
za sekundu a ověřovat 222 podpisů za sekundu viz tabulka 5.3.
Tab. 5.3: Rychlost generování a ověřování podpisů vlastní implementace
Operace Počet cyklů Počet za sekundu
generování podpisu 665932 462
ověření podpisu 933014 222
5.3 Porovnání s dosavadními hardwarovými implemen-
tacemi
Jak již bylo uvedeno v kapitole 2 porovnání hardwarových implementací krypto-
grafických schémat je náročné. Nejlépe jde porovnat výsledky této práce s prácemi
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[7], [8], [9] a [10], které se zabývaly implementací skalárního násobení bodu na EC
pro stejnou křivku jako v této práci, tedy 25519. V grafu na obrázku 5.1 je zobrazeno
porovnání využitých zdrojů mezi těmito prácemi. Při porovnání zdrojů je vidět, že
práce [7] má využití největší s 26483 vyhledávacími tabulkami a 21107 klopnými
obvody, zatímco práce [10] má využití nejmenší s 3472 vyhledávacími tabulkami
a 8680 klopnými obvody. Implementace v rámci této práce je někde mezi těmito
implementacemi s 17427 vyhledávacími tabulkami a 8546 klopnými obvody. Co se
týče maximálni frekvence a spotřeby tyto implementace nelze přímo porovnávat,
protože výsledky se budou výrazně lišit kvůli měření pro různá zařízení.















Obr. 5.1: Porovnání využití zdrojů pro skalární násobení bodu na EC.
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6 Nasazení a ověření hardwarové implemen-
tace na FPGA Virtex UltraScale+
Nasazení hardwarové implementace na FPGA probíhalo pomocí nástroje NDK firmy
Netcope Technologies, a.s. Na FPGA byly nasazeny a ověřeny komponenty pro ge-
nerování podpisu a pro ověřování podpisu.
6.1 Nasazení hardwarové implementace na FPGA
Nasazení probíhalo na FPGA Virtex UltraScale+. Pro nasazení bylo potřeba kom-
ponenty zabalit do aplikačního jádra. Z tohoto důvodu byly vytvořeny další dvě
komponenty application_sign.vhd a application_verify.vhd, které toto zabalení za-
jišťují. Z těchto komponent byly pomocí vivada vygenerované výstupní soubory,
které byly poté nahrány na FPGA.
6.1.1 Zařízení Virtex UltraScale+
Jak bylo výše uvedeno, nasazení probíhalo na FPGA Virtex UltraScale+, konkrétní
typ xcvu7p-flvb2104-2-i. Níže je uvedena tabulka 6.1 zobrazuje specifikace využitého
FPGA čipu. Tyto specifikace byly získány z Vivada a ze stránek firmy xilinx. 1






I/O Pin Count 2104
Available IOBs 702
6.1.2 NDK - Netcope Development Kit
NDK je konfigurovatelný framework, který se využívá při vývoji síťových aplikací




mezi hardwarovou části běžící na FPGA a softwarovou částí běžící na hostitelském
počítáči, což umožňuje výměnu dat mezi těmito částmi a ovládání hardwarové apli-
kace z hostitelského počítače [17].
Níže je zobrazen výpis 6.1 výstupu příkazu ndktool info, který vypíše info o kartě
po tom co na kartu byla nahrána komponenta pro generování podpisu.








Built at: 2020/06/06 13:14:46
Interfaces : 2
RX queues: 32 (out of 64)
TX queues: 8 (out of 16)
HARDWARE :
---------





Sběrnice MI32 je komunikační sběrnice pro přenášení dat menší rychlostí. Jejím
hlavním učelem je konfigurace hardwarových komponent ze softwaru. Podporuje
čtení i zápis podle zadané adresy [17].
6.1.3 Nahrání implementace na FPGA
Nahrání vygenerovaného souboru probíhalo pomocí příkazu ndktool reload --file=<název
souboru>. Poté již byla komponenta na FPGA připravena a mohlo se pomocí pří-
kazů ndktool core --read a ndktool core --write číst a zapisovat hodnoty z, respektive
do jeho registrů, pomocí výše zmíněné sběrnice MI32.
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6.2 Ověření hardwarové implementace na FPGA
Pro ověření byly vytvořeny dva skripty, které využívají příkazy ndktool core --read
a ndktool core --write pro čtení a zápis hodnot do FPGA. Pomocí nich byla ověřena
správná funkčnost komponenty pro generování podpisu a komponenty pro ověření
podpisu. Komponenta pro generování podpisu pracovala s frekvencí 200MHz a kom-
ponenta pro ověření podpisu s frekvencí 150MHz.
Ukázka výstupu testovacích skriptů je zobrazena níže ve výpisech 6.2 a 6.3. Celý
výstup těchto testovacích skriptů je uveden v příloze A a B. Ve výpisech 6.3 a B
je "Help signal", což je pomocný 32bytový signál, kde 1. bit je nastaven podle toho
jestli byl podpis ověřen do log 1 jinak do log 0 a 2. bit je nastaven ve chvíli, kdy je
ověření hotovo. Tedy hodnota "00000003", která je ve výpisech zobrazena znamená,
že ověření bylo dokončeno a podpis byl ověřen.
Výpis 6.2: Ukázka výstupu testu komponenty pro generování podpisu










Výpis 6.3: Ukázka výstupu testu komponenty pro ověření podpisu













Cílem bakalářské práce bylo seznámení se s postupy hardwarové implementace
na platformě FPGA, dále analýza dostupných implementací asymetrických kryp-
tografických schémat a vybrat a implementovat vhodné asymetrické kryptografické
schéma na platformě FPGA.
Nejprve tedy bylo v teoretické části postupně popsáno zařízení FPGA, progra-
movací jazyk VHDL a postup hardwarové implementace od prvního návrhu systému
až po nahrání výsledného programu do zařízení.
Poté byl v kapitole 2 analyzován stav dosavadních návrhů pro hardwarovou im-
plementaci asymetrických kryptosystémů. A protože u žádné z analyzovaných prací
nebyly dostupné žádné zveřejněné zdrojové soubory, byly poté v kapitole 3 blíže
rozebrány a proměřeny tři volně dostupné implementace asymetrických kryptosys-
témů. Byl zde i pokus jednotlivé implementace porovnat, ale jak již bylo napsané
ve shrnutí kapitoly 2 toto porovnání je velice náročné.
Na základě analýz a teoretických znalostí z kryptografie bylo jako vhodné asymet-
rické kryptografické schéma pro vlastní hardwarovou implementaci vybráno Ed25519.
Toto schéma bylo v rámci této práce úspěšně implementováno a komponenty, které
byly vytvořeny, byly blíže popsány v kapitole 4.
V další kapitole 5 pak byly uvedeny výsledky syntézy komponent vytvořených
v rámci této práce a to hlavně pro komponentu generování veřejného klíče, kde byl
počet využitých vyhledávacích tabulek 25830 a klopných obvodů 12317, pro kom-
ponentu generování podpisu, kde byl počet využitých vyhledávacích tabulek 31024
a klopných obvodů 16706, a pro komponentu ověření podpisu, kde byl počet vy-
užitých vyhledávacích tabulek 45420 a klopných obvodů 24762. Dále bylo uvedeno
porovnání komponenty pro výpočet skalárního násobení bodu na EC s prácemi ana-
lyzovanými v kapitole 2.
V rámci poslední kapitoly byl popsán postup nasazení vytvořené hardwarové
implementace na FPGA Virtex UltraScale+ s využitím NDK firmwaru. Nakonec se
úspěšně podařilo na FPGA nahrát komponenty pro generování i ověření podpisu
a také ověřit jejich správnou funkci při pracovní frekvenci 200MHz u generování
podpisu a 150MHz u ověřování podpisu.
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A Výstup testovacího skriptu pro generování
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C Obsah přiloženého CD
/ ................................................ kořenový adresář přiloženého CD
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sign_tb.vhd
verify_tb.vhd
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