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A dolgozatom témája egy olyan alkalmazás létrehozása, amely a backgammon (más 
néven ostábla) nevű táblajátékról készült videofelvételeket képes gépi látás segítségével 
elemezni.  
A backgammon az egyik legősibb ismert táblajáték1, melyet két játékos játszik 
egymás ellen korongokkal és két dobókockával. A játékosok felváltva lépnek, a 
kockadobások értékeinek megfelelően, egymással ellentétes irányba. Az a játékos nyer, 
amelyik hamarabb körbeér a pályán az összes korongjával. 
 
A backgammon – a sakkhoz hasonlóan – teljes információs játék. Mesterséges 
intelligenciával történő elemzése igen sikeres, a neurális hálókat használó szoftverek 
legyőzik a világklasszis emberi játékosokat2. A két legismertebb ilyen szoftver a – 
fizetős – eXtreme Gammon3, illetve az opensource GNU Backgammon4, melyeket a 
játéktudásukat fejleszteni igyekvő játékosok előszeretettel használnak gép elleni játékra 
vagy egy konkrét állásnál a legjobb-legrosszabb lépések kielemzésére. Képesek egész 
mérkőzéseket is kezelni: ilyenkor az összes lépés kielemzését is választhatjuk, feltárva a 
rossz lépéseket és megismerve a – szoftver szerinti – lehető legjobbakat. Egy mérkőzést 
egy speciális formátumú, .sgg kiterjesztésű fájl ír le, amely tartalmaz minden szükséges 
információt – az egyes kockadobások értékei és azok lelépései – ahhoz, hogy a 
mérkőzés teljes egészében reprodukálható legyen. Egy ilyen fájl keletkezhet például 
úgy, hogy az elemzőprogramokkal játszott mérkőzést elmentjük, vagy egyes online 
alkalmazások5 is lehetőséget biztosítanak arra, hogy a játékosok elmenthessék az 
egymás ellen játszott mérkőzéseiket. 
 
A dolgozatom keretében elkészült programmal ehhez a játéktudást fejlesztő 
folyamathoz szeretnék hozzájárulni, a meglévő eszközök – tudomásom szerint – 
hiánypótló módon történő kiegészítésével: az élőben lejátszott mérkőzésekről készült 
videofelvételek gépi látással segített elemzésével. Az élő játék ugyanis a fejlődés 
szerves részét képezi, ráadásul a legnevesebb tornákat szinte kizárólag így rendezik. 














Ezekről a játékosok – vagy egy verseny esetén akár a szervezők – egyre gyakrabban 
készítenek felvételeket, amelyek alapján a fent említett szoftverek segítségével 
kielemezhető, hogy milyen hibái voltak a játékosoknak, egy hibás lépés helyett mi lett 
volna a megfelelő. Ez a folyamat azonban igen körülményes és időigényes, minden 
egyes dobásnak és annak lelépésének manuális reprodukálását igényli az 
elemzőprogramokban. Az alkalmazásommal ezt a lépést szeretném automatizálni: egy 
videofelvételből generálni egy olyan kimenet-fájlt, amely megfelelő formában kódolva 
tartalmazza a dobásokat, lelépéseket és duplázásokat, amelyet így az elemzőprogramok 
is meg tudnak nyitni. 
 Jelen dokumentum egy felhasználói és egy fejlesztői dokumentációból áll. 
Előbbi ismerteti a játék szabályait és a program használatát, az utóbbi pedig ismerteti a 









A program Windows alatt fut. Futtatásához nincs szükség telepítésre, csak a futtatható 
állományra és a gépi látás funkciókat tartalmazó openCV könyvtár dll-jeire.  
A hardverigénynek nincs konkrét alsó határa. Az elemzés azonban rendkívül 
számításigényes, így az elmondható, hogy minél erősebb processzorral ellátott gépen 





A programot parancssorból kell indítani a következő paraméterekkel: 
1. az elemzendő video-fájl elérési útja: szöveg. Ez lehet relatív a futtatható 
állományoz képest vagy abszolút. 
2. a játék hossza: egész szám, ami játék hagyományosan játszott hossz-variánsaiból 
kell, hogy kikerüljön. Ezek 1-től 17-ig (inkluzívan) a páratlan számok. 
3. az első játékos neve: szöveg.  
4. a második játékos neve: szöveg. 
A két utolsó paraméter opcionális, tehát vagy 2 vagy 4 parancssori paraméterrel 
futtatható az alkalmazás. Amennyiben a nevek nincsenek megadva, a „PlayerA” és 
„PlayerB” alapértelmezett kerülnek használatra. 
Indítás után egy grafikus felhasználói felület jelenik meg, aminek a segítségével 
fokonként kalibrálható a képkorrekció. A helyes működéshez a felhasználónak 
gondoskodnia kell arról, hogy a tábla megfelelő orientációban álljon: a játékosok balról-






1. ábra. Felhasználói felület a képkorrekció beállításához 
 




A kalibrációhoz megjelenik egy képkocka a felületen a felvétel elejéről, így 
ellenőrizhető a tábla helyzete. A helyes beállításhoz segítségül a képen rácsvonalak is 
kirajzolásra kerülnek. A forgatás mértéke fokonként állítható a felület tetején lévő 
csúszkával. 
Egyes felvételeknél egyáltalán nincs szükség korrekcióra. Másoknál a pálya 
orientációja helyes, viszont pár fokos korrekció szükséges a függőlegesség eléréséhez. 
Azoknál, amelyeknél helytelen az orientáció, 180 fokos (és a függőleges helyzetbe 





3. ábra. Fordított orientációjú tábla korrekció előtt 
 
4. ábra. Fordított orientációjú tábla korrekció után 
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A kalibráció befejeztével az elemzés a csúszka alatt található, „Start” feliratú gombra 
kattintva indítható el. Az elemzés kimenete egy .sgg kiterjesztésű fájl, amely a 
futtatható állomány könyvtárába kerül létrehozásra. A fájlnév a következő struktúrát 
követi: 
{1. játékos neve}-{2. játékos neve}-{évszám}-{hónap }-{nap}-{óra}-{perc}, 
ahol a dátum és idő az elemzés kezdetén érvényeset jelenti. 
2.3 A felvétellel szemben támasztott követelmények: 
- a kamera érzékelőjének a síkja a tábla síkjával párhuzamosan kell állnia, 
valamint az érzékelőből húzott merőlegesnek körülbelül a tábla 
középpontjával kell metszésben lennie 
- a felvétel kellően világos körülmények között kell, hogy készüljön. Nem 
lehetnek rajta árnyékos, nem jól kivehető területek 
- a felvételnek megfelelő felbontásúnak (720p) kell lennie 
- a tábla egészének rajta kell lennie a képen, nem lóghat le egy kis része sem 
- a rövid gyújtótávolságú lencsék használata miatt keletkező „halszem-
torzításnak” elfogadható mértéken belül kell maradnia 
- a táblának függőlegesen kell állnia (ez a kezdeti kalibrációval beállítható) 
- a korongok színei el kell, hogy térjenek a tábla színeitől 
- az egyes mozdulatok el kell, hogy különüljenek időben, például a soron 
következő játékos nem kezdheti meg a dobását azelőtt, hogy a másik a 
kockáit felvette és a kezét a tábláról elvette. A korongok helyzetének 
bármilyen megváltoztatása (például megigazítás) is csak a soron következő 
játékos számára engedélyezett, a dobás és a lelépés befejezése között 
- az első dobás előtt (a tábla felállításakor, a korongok kezdőpozícióba állítása 
közben) a dobókockák nem lehetnek a táblán 
- a dobások a tábla tetszőleges térfelére érkezhetnek 
- a dobásokat nem lehet megismételni 
- a dobókockákat az után, hogy megállapodtak és azelőtt, hogy a soros játékos 
befejezte volna a lelépését, nem lehet elmozdítani 




- minden használt dobókockának a táblánál sötétebbnek kell lennie fehér 
pöttyökkel 
- a korongok és a dobókockák mérete között fenn kell, hogy álljon az alábbi 
összefüggés: 





3. Fejlesztői dokumentáció 
3.1 A feladat specifikációja: 
A program célja egy backgammon-mérkőzésről készült video-fájl gépi látással 
történő elemzése, az egyes dobások és lelépéseik felismerése és az így kapott 
eredmények rögzítése egy megfelelően kódolt fájlba, amelyet a fentebb említett lépés-
elemző programok meg tudnak nyitni, és amely alapján a meccset rekonstruálni tudják.  
3.2 Elvárt funkciók: 
Grafikus felhasználói felület a kép helyes beállításához. 
Az összes dobás és lelépésük helyes felismerése és fájlba mentése, az sgg 
formátumnak megfelelően kódolva. 
Az egyes játékok győztesének és pontértéküknek a megállapítása és fájlba mentése. 
A teljes mérkőzés győztesének megállapítása és fájlba mentése. 
Sikertelen elemzés esetén a hiba lehetséges okának megfelelő hibaüzenet küldése. 
3.3 Fejlesztői környezet: 
A program Windows 7 környezetben íródott Visual Studio 2015 segítségével C++ 
nyelven, a gépi látáshoz openCV könyvtárat használva, Visual Studio compilerrel. 
3,4 Fogalmak 
A játék játékszabályait a Függelék részben ismertetem, az abban meghatározott 
fogalmak mellé nem vezetek be újabbakat. A szabályokat részletesen megismerni nem 
kívánó olvasók számára azonban a legfontosabb fogalmak listája a következő: 
- játékos: a játékot egymás ellen játszó két személy egyike 
- tábla: a játék színtere. Általában egy aktatáskaszerű eszköz, amit kinyitva 
használnak, így egy bal és egy jobb térfélből áll 
- mező: a tábla alapegysége. Egy táblán 24 mező található, amelyek lineárisan 
követik egymást, a tábla egyik szélén U-alakban bekanyarodva 
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- sorompó: speciális mező, a tábla két felét elválasztó függőleges téglalap. Ide 
egy korong akkor kerül, ha kiütötték  
- ház: a játékos saját első hat mezője 
- korong: a játék alapegysége. Mindkét játékos 15, játékosonként különböző 
színű koronggal rendelkezik, amelyek mindegyike a táblán van elhelyezve a 
kezdőálláskor 
- dobókocka: hagyományos hatoldalú dobókocka, minden dobáshoz kettővel 
kell dobni 
- lépés: a korongok mozgatása a kockadobásnak megfelelő számú mezővel 
- kipakolás: speciális lépés, amellyel egy korong kilép a pályáról. Akkor lehet 
megtenni, ha a lépő játékos összes korongja a házán belül található 
- játék: a kezdőállástól az egyik játékos győzelméig tartó szakasz, amely akkor 
állapítható meg, amikor az az összes korongját kipakolta. Pontértéke lehet 1, 
2 vagy 3, attól függően, hogy sima, gammon vagy backgammon győzelemről 
van-e szó, rendre 




3.5 Megoldási terv: 
Az elemzés felosztható különböző részekre, amelyeket egymásba ágyazott 
ciklusokban ismételve elemezhető végig a mérkőzés: 
 
5. ábra. A megoldás lépései struktogram formában 
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3.5.1 A tábla modellje, hivatkozás a mezőkre és a játékosokra 
A-játékosként a tábla jobb felső sarkából induló játékosra fogok hivatkozni, míg B-
játékosként a jobb alsó sarokból indulóra. 
A tábla mezőit egy 28-hosszúságú vektorral ábrázoltam, ahol ez elemek 1-től 24-ig a 
normál mezőket jelölik úgy, hogy a jobb alsó az 1-es és az A-játékos házának első 
mezője, a jobb felső pedig a 24-es, és a B-játékos házának első mezője. A 0-s indexű 
elem a B-játékos, a 25-ös az A-játékos sorompón lévő korongjainak a számát jelöli. A 
26-as és 27-es mezők rendre a B- és A-játékos pályán végigért korongjainak a számát 
jelölik.  
Az aktuálisan soron következő játékost az onTurn változó tartja nyilván. Ennek 
értéke 1, amikor az A-játékos következik, illetve -1, amikor a B-játékos. 
A vektor mindegy egyes eleme pozitív előjellel tartalmazza az A-játékos 
korongjainak számát a megfelelő mezőn, míg B korongjai negatív előjelűek. Ha az adott 
mező üres, akkor a megfelelő elem a vektorban 0. 
Az alábbi ábra szemlélteti a tábla modelljét: 
 
 | 13 14 15 16 17 18  ||  19 20 21 22 23 24 | 26 -> Player B's out 
 |--------------------||--------------------| 
 | \/ \/ \/ \/ \/ \/  ||  \/ \/ \/ \/ \/ \/ | <- A (positive) 
 |                    25: A on the BAR      | 
 |                    0:  B on the BAR      | 
 | /\ /\ /\ /\ /\ /\  ||  /\ /\ /\ /\ /\ /\ | <- B (negative) 
 | 12 11 10 9  8  7   ||  6  5  4  3  2  1  |    27 -> Player A's out  
 
 
3.5.2 A paraméterek ellenőrzése, az adat-mezők inicializálása 
A paraméterek ellenőrzésére közvetlenül az indítás után kerül sor. A paraméterek 
helyes száma 2 vagy 4, ettől eltérő esetben hibaüzenetet dob, tájékoztatva a felhasználót 
a megfelelő paraméterezésről. Hibás meccshosszúság megadásánál a hibaüzenet 
tájékoztatást ad az érvényes értékekről.  
14 
 
Megfelelő számú és minőségű paraméterek esetén inicializálásra kerülnek a nevek a 
megadott vagy az alapértelmezett értékek alapján. Ezek alapján a változók alapján már 
inicializálható a FileWriter objektum is: létrehozásra kerül egy output-stream a 
megfelelő formátumú fájlnévvel, amibe a kimenő adatok kerülnek kiírásra. 
 
A kimeneti fájl fejlécének összeállítása 
A kimenti fájl fejlécének egy része kitölthető a FileWriter objektum már inicializált 
adattagjaival, a többi pedig konstansnak tekinthető, így hiánytalanul összeállítható 
annak assembleHeader() metódusával. A következő formát követi: 
PlyerA vs. PlayerB 
Jacoby: No 




Doubling Cube: No 
Rated: Yes 
Match Length: 9 
Variant: Backgammon 
 
3.5.3 A videó-fájl inicializálása 
A video-fájl inicializálását a video.h komponens végzi, hibás vagy nem létező fájl 
esetén megfelelő hibaüzenetet dob és befejezi a program futását. Sikeres inicializálás 




3.5.4 Felhasználói felület létrehozása a tábla vízszintesre állításához 
A felület létrehozása a createPanel metódus segítségével, és az openCV GUI-
eszköztárát használja. A videó első kockájának megjelenítése az cv::imshow() metódus 
segítségével történik, az elforgatás mértékének beállítása pedig a 
cv::createTrackbar()-ral. A helyes beállításhoz segéd-rácsvonalak kerülnek a 
forgatandó képre, a forgatás pedig a cv::warpAffine metódussal történik. 
Az elemzés indításához használt start-gomb egy egyszerű cv::Rect objektum, 
amelyre való kattintás ellenőrzését a cv::setMouseCallback() függvény által bekötött 
callBackFunc() callback-függvény végzi. Ez utóbbi hívja meg az elemzés indításáért 
felelős fő függvényt, a anaylser.h::startAnalysis() –t. 
Az elforgatás mértéke az angleCorrection változóban került eltárolásra – a video-
kezelő ezek után minden képet ilyen mértékben elforgatva ad vissza. 
A későbbiekben alapvetésnek tekintjük, hogy a tábla szélei a függőleges tengelytől 
legfeljebb fél fokkal térnek el. 
3.5.5 Bejegyzés készítése a kimeneti fájlba a játék kezdetéről 
A mérkőzés minden új játékának kezdetéről egy bejegyzés kerül a kimeneti fájlba, a 
filewriter.h:: gameStart() metódusának segítségével. Ez a játék sorszámának és a 
játékosok aktuális pontszámának megfelelően készíti el az alábbi formátumú 
bejegyzést: 
Game 1. 0-0/9 
 
3.5.6 A tábla inicializálása, a kezdőállás felismerése 
Az elemzés első része a tábla képen való elhelyezkedésének felismerése, valamint a 
játék kezdetének beazonosítása. Ez az a pillanat, amikor már az összes korong a táblán 
van és a kezdőállás szerint fel van állítva, de még nem történt meg az első kockadobás. 
Ezt a feladatot az initializeTable() függvény végzi. 
Elsőként a video.h::getNextFrame(5) függvényével elkéri a felvétel ötödik 
következő képkockáját, amely alapján elvégzi az elemzést. A felvételeken a legtöbbször 
a táblán kívül egyéb dolgok is láthatóak, amelyek a játék szempontjából irrelevánsak, az 
elemzést pedig zavarják. A táblán kívül felismert objektumok feleslegesen használnak 
számítási kapacitást, illetve a folyamat sikerességét is veszélyeztetik: az algoritmus a 
hibásan felismert körök megfelelő mintázatából következtethet arra, hogy a kezdőállást 
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találta meg. Nagyon fontos tehát, hogy sikerüljön beazonosítani a tábla pozícióját és 
zárjunk ki minden elemet, ami ezen kívül van. 
Ehhez először a lekért képkocka a cv::cvtColor() függvény segítségével 
átkonvertálásra kerül szürkeárnyalatossá, mivel a későbbi eljárások bináris inputot 
igényelnek. Ezután a cv::threshold() függvénnyel preprocesszálásra kerül a kép, majd 
az eredményen lefut a cv::findContours() metódus, amely egybefüggő kontúrokat 
keres. A részfeladat megoldásának alapgondolata, hogy egy felvétel egy képkockáján az 
összefüggő kontúrok közül a legnagyobb területű a tábla játéktere. Ehhez a megtalált 
kontúrokon végigiterálva lineáris kereséssel meghatározásra kerül a legnagyobb 
alapterületű, illetve az ezt körülvevő téglalap a cv::boundingRect() segítségével. 
A felvételek jellegzetességeitől függően előfordulhat, hogy a kontúrkereső 
algoritmus összefüggő területként értelmezi a tábla bal és jobb részét, illetve az is, hogy 
külön-külön. Teendő értelemszerűen az utóbbi esetben van, ennek eldöntésére a 
megtalált téglalap arányai kerülnek megvizsgálásra: ha a magassága nagyobb, mint a 
szélességének 1.2-szerese, az algoritmus úgy tekint rá, mint a tábla fele. Ebben az 
esetben ki kell terjeszteni a táblának tekintett területet a másik irányba: ha a 
beazonosított tábla-fél közepe az egész kép bal felére esik, akkor a téglalap jobbra került 
kiterjesztésére az eredeti méretének 2.4-szeresére (a tábla közepét, a „sorompót” is 
figyelembe véve), különben pedig balra. 
A kezdőállás megtalálásához elengedhetetlen, hogy a megtalált téglalap az egész 
játékteret lefedje. Ennek biztosítására az algoritmus ellenőrzi, hogy a téglalap területe 
kisebb-e, mint az egész képkocka harmada. Ha igen, akkor úgy tekinti, hogy az előző 





6. ábra. A tábla beazonosítása a képen.  
A legnagyobb területű kontúrt a pálya jobbolada adta ȋsárgával jelölveȌ,  
így az kiterjesztésre került balra 
 
A táblaként beazonosított területen elkezdődik a kezdőállás detektálása. A kép 
szürkeárnyalatosítása és egy bizonyos fokú elhomályosítása után a feladat legalább 30 
kör detektálása a cv::HoughCircles() függvény segítségével – ennyi koronggal játsszák 
ugyanis a játékot, és ezek kezdetben mind a pályán vannak. A homályosításra a fals 
körök detektálásának kiszűrése miatt van szükség, és először intenzívebben történik. Ha 
nem sikerült legalább 30 kört – korongot – megtalálni, akkor újrakezdődik a 
homályosítás-körkeresés, csak kisebb homályosítás-intenzitással. Legfeljebb hat iteráció 
történik – ha ez alatt nem sikerült a kellő számú kört találni, az algoritmus úgy tekinti, 
hogy a játék olyan pillanatáról készült képet lát, amikor még nincs fent a táblán a 30 
korong – például mert a játékosok még nem pakolták fel őket –, és az egész folyamat 
újraindul az ötödik következő képkockával. Ha ez a folyamat sikertelenül végződik a 
felvétel egy bizonyos részét elérve – ez a paraméterül kapott mérkőzés-hossz alapján 
skálázva van –, a program befejezi a futását és hibaüzenetet dob, azt feltételezve, hogy 
az elemzett felvétel nem felel meg a kritériumoknak. 
A kördetektáló algoritmus megfelelő paraméterezésével csökkenthető a tévesen 
detektált körök mennyisége. Megadható, hogy a keresett köröknek mekkora legyen a 
legkisebb és legnagyobb átmérőjük, illetve mekkora minimális távolsás legyen a 
középpontjaik között. A sugarak közül a maximális becsülhető jobban: azt feltételezve, 
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hogy a vizsgált képen a pálya teljesen kitölti a teret (legalábbis függőlegesen), egy 
korong átmérője nem lehet nagyobb, mint a kép magasságának 1/10-e, különben nem 
férnének el függőlegesen. A korongok minimális átmérője elvileg egész kicsi is lehetne, 
ha elég távolról van filmezve – bár ez egyáltalán nem jellemző –, így erre egy 
megengedőbb becslést kell alkalmazni. Az utóbbi érték használt a minimális távolságok 
paraméteréül is. 
A kellő számú kör megtalálása után annak eldöntése a feladat, hogy azok 
elhelyezkedése összeegyeztethető-e a kezdőállással. A folyamat arra az alapgondolatra 
épül, hogy a játék kezdetekor a korongok mindig ugyanúgy állnak: négy függőleges 
tengelyt alkotnak, amelyeken balról jobbra 10-6-10-4 korong áll a 12/13, a 8/17, a 6/19 
és az 1/24 mezőkön: 
 
 
7. ábra. Kezdőállás (a GNU Backgammon alapértelmezett kinézetével) 
Elsőként a baloldali tengely meghatározása a cél: 10 olyan kört találni, amelyek 
középpontjai egymástól vízszintesen csak egy megadott határon belül térnek el. A 
hatékonyság miatt először a megtalált körök rendezésre kerülnek az y koordinátáik 
alapján. Tíz ilyen kör megtalálása után az algoritmus azt feltételezi, hogy megtalálta a 
12. és 13. mezőkön álló 5-5 korongot, amiből további következtetéseket von le: 
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- a fenti és lenti öt korong középpontjainak távolságából pontosan meghatározható 
a korongok mérete az elemzés később lépéseihez 
- meghatározza a korongok színeit. 
 
 
8. ábra. A megtalált körök szegmentálása 
Az algoritmus az előzőekhez hasonlóan próbálja beazonosítani a többi három 
„tengelyt” balról jobbra haladva. Vizsgálatukkor felhasználja azt, hogy már ismert a két 
játékos korongjainak a színe: a 2. és 3. „tengelynél” (8-ik illetve 6-ik mezők) a pálya 
felső felében csak olyan köröket vesz számításba, amelyek a 2. játékos korongjának 
megfelelő színűek, a lenti felében (17-ik illetve 19-ik mezők) pedig csak az 1. játékos 
korongjaira számít –  a 4. tengelynél (1. és 24. mezők) pont fordítva. Azt az információt 
is felhasználja, hogy a korongok átmérője már ismert: a második „tengely” 4 
korongnyira van az elsőtől vízszintesen, így annak keresésekor figyelmen kívül hagyja 
az olyan köröket, amelyek ennél közelebb vannak – hasonló ötletet alkalmazva a többi 
„tengely” keresésekor. 
Ha mind a négy „tengely” azonosításra kerül, az algoritmus úgy tekinti, hogy 
megtalálta a 30 korongot a kezdőállás pozíciójában – egyébként újraindul a folyamat öt 





9. ábra. Képkocka a kezdőállás megtalálásának pillanatából 
 
 
10. ábra. A kezdőállás képkockája a tábla modelljének rajzával 
A kezdőállás megtalálásakor rendelkezésre áll az összes információ, ami a Table-
objektum inicializálásához szükséges:  
- tábla bal és jobb felét külön, azok bal felső és jobb alsó pontjaival kell 
megadni. Ezek a pontok a sarkokban pozíciót elfoglalható korongok 
középpontjai kell, hogy legyenek 
- a korongok színei megadásra kerülnek 
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- a teljes képkocka is átadásra kerül paraméterül, ami alapján az objektum 
további mezők beállítását végzi el. 
- A függvény további feladatai között már csak a megtalált eredmények 
rögzítése szerepel: 
- elmenteni (a frameAIndexList vektorba) az aktuális után egy másodperccel 
következő képkocka sorszámát – így elkerülve, hogy egy korongokat 
igazgató kéz rajtamaradjon –, amely alapján később visszakereshető lesz a 
tábla képe a kezdőállás pillanatában 
- a táblán lévő korongok pozícióit nyilvántartó listához (positionList) 
hozzáadni az első elemet, ami természetesen a kezdőállás. 
 
3.5.7 A dobás képkockájának megtalálása 
Az aktuális következő dobás képkockájának megtalálásáért a 
analyser.h::getStateBFrame() függvény felelős. Ez először lekéri a video-kezelőtől a 
legutolsó felismert lelépés képkockáját a – frameAIndexList vektorban tárolt -– indexe 
alapján – ez egy játék legelején a kezdőállás. Ezután egy ciklusban elkéri a következő 
tízedik képkockát, amelyen megpróbálja felismerni a dobókockát. Mindkét kép esetén 
csak a táblát tartalmazó rész kerül lekérésre – ez a tábla inicializálása óta ismert, 
használatával rengeteg felesleges információtól és elpazarolt számítástól kímélhető meg 
az alkalmazás. A módszert az összes, tábla-inicializálás után futó képfeldolgozó 
függvény használja, így erre nem fogok a továbbiakban utalni.  
Az algoritmus a dice.h::detectDices() metódus segítségével határozza meg, hogy 
az aktuális képkockán hány kockát vél felfedezni, aminek az eredményét egy vektorban 
adja vissza. A függvény az utolsó lelépés képkockájának és az aktuálisan lekért 
képkockának a különbsége alapján próbálja meg azonosítani a dobókockák pozícióját, 
amelyet a cv::absdiff() függvény segítségével határoz meg. Az így kapott 
háromcsatornás különbség-képen a calcRGBmax() függvény segítségével 
meghatározásra kerül a legintenzívebb csatorna – az elemzés ezen az egycsatornás 




11. ábra. Abszolút különbség  használata a dobókockák megtalálásához 
 
 




Ezen a cv::minMaxLoc() függvény segítségével meghatározásra kerül az azután 
használt cv::threshold() függvény küszöb-értéke: minden pixel, amely sötétebb, mint 
a legfényesebb pixel 40%-a, eldobásra kerül.  
 
 
13. ábra. A maximális csatorna treshold után 
 
A kockák keresése ezen a megtisztított képen történik a cv::findContours() 
függvény segítségével. A képek közti különbségek között általában nem kizárólag a 
kockák képe jelenik meg, hanem sok egyéb zaj is. A fényviszonyok megváltozása is 
okozhat kirajzolódó kontúrokat, és természetesen a dobás előtt a dobó játékos keze is 
megjelenik különbségként. A megtalált kontúrok közül különböző szempontok alapján 
ki kell válogatni azokat, amelyek valószínűsíthetően egy dobókockához tartoznak. 
A kontúrokon végigiterálva meghatározásra kerül az adott kontúrt körülvevő téglalap 
a cv::boundingRect() segítségével. Az elsődleges szegmentálás ennek a téglalapnak a 
méretei alapján történik: a hosszúságának és a szélességének átlaga a korongok 
korábban meghatározott sugaránál 60 és 120 százaléka közé kell, hogy essen, valamint 
a rövidebb és hosszabb oldal aránya sem lehet kisebb, mint 100/65. Ha egy kontúr 
megfelel ezeknek a kritériumoknak, további vizsgálatok alá kerül. 
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A „háttérből” és a vizsgált képből kivágásra kerül a kontúr téglalapjának darabja, 
majd ezek az util.h::isTwoFrameDifferent() függvény segítségével kerülnek 
összevetésre. Ez a paraméterül kapott, egyforma méretű képet először 
szürkeárnyalatosra konvertálja, majd a két mátrix összes elemén végigmenve 
megszámolja, hogy hány olyan pixel van, amely egy meghatározott mértékben (60) eltér 
egymástól a két képen. A kapott eredményt a téglalapok területével skálázza, és igazat 
ad vissza, ha a pixelek legalább 5%-a eltér. 
Ellenőrzésre kerül az is, hogy egy megtalált kontúr lehet-e egyáltalán abban a 
pozícióban, nem ütközik-e egy koronggal. A korongokon ugyanis a fényviszonyok apró 
változásai miatt gyakran jelentkeznek vagy tűnnek el becsillanások, amik a különbség-
képen kontúrként megtalálásra kerülnek – ezek nyilván nem a kockák kontúrjai és 
elvetendőek. Ehhez szükség van a legutóbbi állásra, amely a positionList vektorban 
van tárolva – ez a kezdőállásnál egyértelmű, később pedig az elemzés által kerül 
meghatározásra, így a kockák keresésekor mindig rendelkezése áll. Annak az 
ellenőrzését, hogy az adott kontúr átfedésben van-e egy pályán lévő koronggal, a 
table.h::canDiceBeThere() függvény végzi. Ez az utolsó felismert pozíció alapján az 
összes korongra ellenőrzi az átfedést, illetve azt is, hogy nincs-e a sorompón, a tábla 
közepén a kontúr – a korongok tetején és a sorompón megálló dobókocka is 
érvénytelennek dobásnak számít, így az ilyen pozíciójú kontúrok elvethetők. 
Az ellenőrzés a kocka-jelölt értékeinek leolvasásával folytatódik. Ezt a az 
diceh.h::countPips() metódusa végzi, és a működését részletesen tárgyalom a 
következő fejezetben, mint különálló megoldási lépés. Az ellenőrzés tárgya itt az, hogy 
a kockán talált pöttyök száma az érvényes tartományba, az [1, 6] intervallumba esik-e. 
Ha az utóbbi három feltétel mind teljesül, akkor az algoritmus úgy tekinti, hogy az 
adott kontúr valóban egy dobókockáé, és annak felismert értékét hozzáadja a 
visszaadandó vektorhoz, valamint a vektort körülvevő téglalap koordinátáit beteszi a 
vector<Rect> &diceRoiVector in-out paraméterbe.  
A függvény a detectDices() fenti módon végigiterál az összes detektált kontúron, 
majd a vezérlés visszatér a getStateBFrame() függvénybe. Ez ellenőrzi, hogy az adott 
képen megtalált kockák száma egy vagy kettő. Előfordulhat ugyanis, hogy a két kocka 
közül az egyik úgy áll meg, hogy a felső lapja becsillan, ilyenkor az arról leolvasott 
értékre nem lehet számítani – így az algoritmus megelégszik egy felismert kockával. 
Ha a kockák száma megfelelő az adott képen, az még nem jelenti azt, hogy az a 
dobókockák megfelelő, megállapodott pillanatát is ábrázolja – előfordulhat, hogy 
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gurulás közben is érvényes értékek olvashatók le róluk. Az algoritmus ennek kiszűrése 
érdekében „előretekint”: elkéri a következő 10. vagy 25. képkockát attól függően, hogy 
mindkét kocka detektálva lett, vagy csak az egyik. Két detektált kockánál ugyanis 
valószínűbb, hogy azok már stabil állapotban vannak – így elég egy időben közelebbi 
pillanatot vizsgálni –, míg egynél elképzelhető, hogy a másik azért nem lett megtalálva, 
mert még mozgásban van. 
 A két pillanatképből az – egy vagy két – detektált kocka pozíciója alapján az 
algoritmus először megvizsgálja, hogy a kocka a későbbi pillanatban is ott van-e. Ehhez 
az util.h::isTwoFrameDifferent() függvényt használja – ugyanazt, amit már a kockák 
pozíciójának detektálásakor használt a dice.h megfelelő függvénye, csak itt fordítva: itt 
a pozitív eredmény az, ha a két kép(részlet) ugyanaz. Ha ez teljesül, a második 
képkocka további vizsgálatok alá kerül. Lefut rajta is a dice.h::detectDices() 
függvény, amely után rendelkezésre állnak ugyanazok az információk, amelyek az első 







         
 
 
         
14. ábra. A dobás végleges pillanatának detektálásának fázisai 
 
 
Az elemzés után összevetésre kerülnek a korábbi és a pár képkockával későbbi 
eredmények: a detektált kockák számának és azok értékeinek is meg kell egyeznie. 
Amennyiben ez teljesül, elmentésre kerül a kocka (vagy kockák) detektált értéke és 
pozíciója. Az érték először a suspectedDiceResutList vektorban kerül eltárolásra, 
ugyanis az esetleges hibás értékre való tekintettel ezek az elemzés későbbi részén, a 
lelépés alapján újra ellenérzésre és véglegesítésre kerülnek. A pozíciók a diceROIList 
konténerbe kerülnek elmentésre, szerepük a lelépés befejezése pillanatának 
megállapításában lesz majd. Az utóbbihoz szükség van a megtalált képkocka indexére 
is, ez a frameBIndexList vektorban kerül eltárolásra. 




3.5.8 A dobókockák értékeinek leolvasása 
A dobókockák értékeinek leolvasását az diceh.h::countPips(cv::Mat dice) 
metódus végzi. Ez egy olyan képet vár paraméterül, ami kizárólag a kockát tartalmazza. 
Visszatérési értéke sikeres elemzés esetén a dobókocka értéke (1-6), sikertelen esetben 0 
(ha nem talált egyetlen pöttyöt sem vagy hatnál többet talált). 
Első lépésként a kép átkonvertálásra kerül szürkeárnyalatosra, mivel az elemzéshez 
nincs szükség a három csatornára: 
 
                   
15. ábra. Eredeti és szürkeárnyalatos dobókocka 
A cél annak a felismerése, hogy a kocka melyik lapja néz felfelé. Ez egy olyan ember 
számára, aki ismeri a dobókockát, megfelelő felbontású és minőségű kép mellett 
evidens és automatikus feladat – viszont a programnak sajnos erről nincs fogalma. 
Manuális megoldást választottam: feltételezve, hogy sötét kockát látunk fehér 
pöttyökkel, elég a pöttyöket megszámolni. Ehhez szükséges a pötty fogalmának 
definiálása: egy olyan pixel, amely egy bizonyos értéknél világosabb, a környezete egy 
pár pixel sugarú körön kívül viszont jóval sötétebb.  
A sikeres pötty-számláláshoz elő kell készíteni a képet. Az elemzésre kapott képek 
sarkaiban ugyanis a táblából is találhatóak részletek a perspektíva miatt, illetve amiatt, 
hogy a kockák a legritkább esetben állnak a tengelyekkel párhuzamosan. Egy 
világosabb táblánál előfordulhatna, hogy egy olyan pixel is eléri a pötty-számláláshoz 
használt világossági küszöböt, amely nem a kocka része. Ezt elkerülendő ki kell zárni a 
sarkakat (a nem a kockához tartozó részeket) a keresésből: meg kell vizsgálni mind a 
négy sarok-pixelt, és ha az adott pixel fényessége elér egy előre meghatározott küszöböt 
– tehát veszélyeztetheti a számlálás sikerességét –, sötétre kell festeni a sarkot és az 
egybefüggő világos környezetét. Erre a cv::floodFill() függvény alkalmas: az egyes 
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sarkakon végigmenve átfesti feketére (20-as érték) a sarok-pixelt és annak környezetét 
rekurzívan, amennyiben a szomszédos pixelek fényessége egy határon (25) belül marad. 
 
16. ábra. Kocka képe a sarkok besötítése után 
Így már elkezdhető a pöttyök számának elemzése. Az algoritmus először megtalálja 
a legfényesebb pixelt és meghatározza annak fényességét a cv::minMaxLoc függvény 
segítségével. Ha ez egy meghatározott értéknél fényesebb (195), akkor elfogadja, mint 
első találatot, különben hibás inputként kezeli (fals kocka-detektálás) és nullával 
visszatér. 
Sikeres találat esetén – a sarkoknál használt módszerhez hasonlóan – ki kell zárni a 
megtalált pixelt és a környezetét a további keresésből: be kell festeni feketére. A 
probléma egy olyan sugár hosszának meghatározása, amely kellően nagy ahhoz, hogy 
az egész pöttyöt lefedje a festés, de nem túl nagy, hogy ne lógjon át egy szomszédos 
pöttybe. Többféle értékkel való kísérlet után arra jutottam, hogy a paraméterül kapott 
kép hosszának és szélességének minimuma (a kisebbik oldalból pontosabban lehet 
következtetni a kocka méretére, mivel a hosszabbik oldal hossza csak a perspektívától 
függ) egy konstanssal (9) elosztva kielégítő eredményt ad.  
Az algoritmus ezután egy hathosszúságú ciklusban további pöttyök keresését végzi, 
hasonló módon. A további találatok az elsőként megtalált, legfényesebb pixelnél 
legfeljebb egy küszöb-értékkel (25) lehetnek sötétebbek – így biztosítva azt, hogy csak 
a valódi, fehér pöttyök kerüljenek beszámításra. Mivel egy kockán legfeljebb 6 pötty 
lehet, látszólag úgy tűnhet, az először megtalált legfényesebb pixel és a hat iteráció 
eggyel több, mint amire szükség van, ám ennek meg van az oka. Előfordulhat ugyanis, 
hogy a kocka felfelé néző lapján becsillan a fény, és szinte az egész lap fénylik. Ilyen 
esetben előfordulhatna, hogy a dobott érték hatnál kisebb volt, de a detektált pöttyök 
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száma hat vagy annál több. Azzal, hogy lehetőség van az algoritmus számára hatnál 
több pöttyöt találni, kiszűrhetjük a becsillanások egy részét, ezzel elkerülve, hogy 
helyesnek fogadjunk el egy sikertelen elemzést: hatnál több találat esetén nullát ad 
vissza, jelezve az elemzés sikertelenségét. 
 Az algoritmus általában hatékonyan működik, olyan esetekben is sikeresen 
számlálva, amikor a perspektíva miatt a kocka oldalán is látszanak a pöttyök: 
         
17. ábra. Helyes elemzés: 4 
 
         
18. ábra. Helyes elemzés a perspektivikus hatás ellenére: 6 
A perspektivikus hatás és a becsillanások azonban néha hibás eredményhez 
vezetnek, így azt nem lehet tényként elfogadni. A kapott eredmények a program 
későbbi fázisában a lelépéssel összevetve ellenőrzésre kerülnek. Később látni fogjuk, 
hogy a legtöbb esetben akkor is egyértelműen meghatározható a dobás lelépése, ha a két 
kocka közül csak az egyik értékét sikerült sikeresen meghatározni. 
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19. ábra. Hibás elemzés a perspektivikus hatás miatt: 1 helyett 2 
 
3.5.9 A dobás lelépésének felismerése 
Egy lelépést akkor lehet véglegesnek tekinteni, amikor az egyik játékos felvette a 
dobókockákat a tábláról. Közösen használt kockapár esetén általában sakkórát is 
használnak a játékosok, és a lépő játékos úgy jelzi, hogy befejezte a lelépést, hogy 
„leüti” az órát: leállítja a saját idejét és egyben elindítja a másik játékosét. Ilyenkor a 
kockákat a következő játékos veszi fel. Az is gyakori, hogy 2-2 kockapárt használnak a 
játékosok, mindenki egy „sajátot”. Ebben az esetben a lépő játékos veszi fel a kockáit, 
egyben a lelépés végét is jelezve.  
A lelépés végleges állapotának felismerését a analyser.h::getStateAFrame() 
függvény végzi, és mindkét előbbi lehetőséget támogatja. A működési elve egyszerű: a 
legutolsó kockadobás pillanatától (a frameBIndexList vektor utolsó eleme) kezdve sorra 
veszi tízesével a képkockákat, amiken a felismert kockákat határoló képrészleteket (a 
diceROIList vektorból kinyerve) összeveti a legutolsó lelépés képkockájának megfelelő 
részeivel (amit a frameAIndexList vektor legvégén keres). Az összevetést az 
util.h::isBackgroundVisible() függvény segítségével végzi: ez a korábban már 
ismertetett isTwoFrameDifferent() függvényhez hasonlóan először szürkeárnyalatossá 
konvertálja a két képet, majd az összes pixel-páron végigiterálva összehasonlítja őket. A 
különbség, hogy itt az összes fényesség-különbséget összeszámolja kumuláltan, 
abszolút értékben. Az eredmény itt is skálázódik a téglalap területének megfelelően, 





    
 
    
 




    
 
    
20. ábra. Dobás lelépése pillanatának detektálásának fázisai 
 
Ha mindegyik (egy vagy kettő) kocka-pozíció helye a vizsgált területen megegyezik 
a legutóbbi felismert állás képkockájának megfelelő részével (vagyis az adott helyeken 
újra a tábla látható), az algoritmus úgy tekinti, hogy a kockákat felvették és a lépő 
játékos befejezte a lelépést – ellenkező esetben továbbugrik a következő képkockára.  
Az algoritmus feladata még annak a lelépés sikeres detektálása után annak elmentése 
a frameAIndexList vektorba, mint legutolsó detektált állás. Ehhez azonban az a 
képkocka általában nem megfelelő, amelyre először teljesül a fenti feltétel, mivel 
legtöbbször még szerepel rajta a kockát felvevő játékos keze. Ezt kiküszöbölendő a 
megtalált pillanattól számított 45. vagy 35. képkocka kerül elmentésre attól függően, 
hogy egy vagy két kocka van vizsgálat alatt. Ha csak egy kockát sikerült korábban 
detektálni, előfordulhat, hogy a kockát felvevő játékos először azt veszi fel, a másik, 
vizsgálat alatt nem lévő kockáért csak ezután nyúl – ezért szükséges egy kicsivel több 
„időt hagyni” ilyenkor. 
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Az algoritmus utolsó művelete a soron következő játékost nyilvántartó onTurn 
változó előjelét az ellentettjére billenteni. 
 
3.5.10 A kezdő játékos meghatározása 
Az új állás meghatározásához – amely a következő megoldási lépésként részletesen 
tárgyalásra kerül – nélkülözhetetlen annak ismerete, hogy melyik játékos lépett először. 
Mivel a kezdőállásban egyik játékosnak sincs olyan korongja, amely egyedül állna egy 
mezőn – így ütésre sincs lehetőség –, a kérdés ekvivalens a következővel: melyik 
játékos korongjai mozdultak el a táblán? Ennek a meghatározására játékonként egyszer 
van szükség, a továbbiakban elég léptetni a soron következő játékost számon tartó 
változót. 
 
       
21. ábra. Kezdő játékos meghatározása: kezdőállás és az első dobás lelépése 
 
A feladatot a analyser.h::recognizeBoard() függvény végzi. A megoldáshoz 
felhasználtam azt, hogy az algoritmus futásakor már rendelkezésre áll a kezdőállásról és 
az első dobás lelépéséről készült képkocka. A különbség-képükön a dobókocka-
kereséshez hasonló módszerrel kerül meghatározásra az elmozduló korongok pozíciója. 
A különbség-kép három csatornája közül kiválasztásra kerül a legfényesebb a 
cv::calcRGBmax() függvénnyel, amin a legfényesebb pixel értéke a cv::minMaxLoc() 
függvénnyel kerül kiszámításra. Az érték segít 30%-a lesz a következő, 
cv::threshold() művelet tresh-paramétere. Egy enyhe elmosás után a 
cv::findContours() függvény találja meg a képen a kontúrokat – a 
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cv::HoughCircles() kördetektáló függvény ugyanis a különbség-képek elmosódott 
jellege miatt gyakran nem találja meg a korongok szabálytalan kontúrját. 
A megtalált kontúrokon végigiterálva meg kell találni azokat, amelyek nagy 
valószínűséggel egy elmozdult koronghoz tartoznak. Ehhez a vizsgálatra kerül a kontúr 
területe, amelyet a cv::contourArea() függvénnyel lehet meghatározni: ha a terület egy 
hibahatáron belül megegyezik egy korong területével, valószínűleg egy korongé. 
További feltétel, hogy a treshold művelet utáni képen a kontúr teljesen fehér színű 
legyen – mivel a művelet cv::THRESH_BINARY módon került végrehajtásra, vagyis a 
treshold-értéknél fényesebb pixelek fehérekké, a sötétebbek feketékké konvertálódtak. 
 
 
         
22. ábra. A különbség-kép csatornáinak maximum ȋbȌ, valamint 
a threshold-képen megtalált kontúrok ȋjȌ, zölddel a kritériumoknak megfelelőek 
 
A kritériumoknak megfelelő kontúrokhoz már csak meg kell határozni, hogy a pálya 
melyik mezőjén állnak, a középpontjukkal meghívva a table.getFieldIndex() 
függvényt. Minden korong-elmozdulás két kontúrt fog eredményezni a különbség-
képen: egyet az eredeti helyén, egyet pedig az új helyén. A kezdőállás ismeretéből az 
előbbi alapján könnyen meghatározható tehát, hogy melyik játékos kezdte a játékot – ha 
olyan kontúrt találtunk, amely a 24, 13, 8 vagy 6 mezőkön található, akkor az A-játékos 
kezdett (mivel ezeken az korongjai állnak kezdetben), ha az 1, 12, 17 vagy 19 mezőkön 
állót, akkor pedig a B-játékos. Az algoritmus ennek megfelelően ad vissza rendre 1 
vagy -1 értéket. Ha nem talált ilyet, akkor nullával tér vissza – ez annak a jele, hogy 
nem volt elmozdulás a pályán. 
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A játék lépéseit azonosító fő ciklus akkor hívja meg ezt a függvényt, amikor úgy 
látja, hogy az elemzés az első dobás lelépésénél tart, amit az isFirstMoveOfGame változó 
tart nyilván. Fontos megjegyezni, hogy ez a változó csak akkor kerül hamisra állításra, 
ha tényleg sikerült megtalálni a kezdőjátékost: az előbbi függvény nullától eltérő értéket 
adott vissza. A nullás visszatérési érték azt jelenti, hogy volt dobás, de nem volt lelépés 
– ilyen akkor fordul elő, amikor a két játékos egyforma értékűt dob, így nem lehet 
eldönteni, hogy ki kezdjen. A szabályok szerint addig kell ismételni a dobást, amíg az 
egyik értéke különbözni fog a másiktól. Az algoritmus ezt megfelelően kezeli – 
egyszerűen úgy viselkedik, mintha ez a dobás „meg se történt volna”, elkezdi keresni a 
következő dobás-lelépés párt, és újra megpróbálja meghatározni a kezdő játékost. 
 
3.5.11 Az új állás meghatározása 
Egy dobás lelépése után meghatározásra kerülhet a játék új állása. Ezt a 
analyser.h::recognizeBoard() függvény végzi, és a tábla inicializálásakor is 
alkalmazott lépésekkel kezdődik : a legutolsó állás képkockájának lekérése, 
szürkeárnyalatossá konvertálása, elmosása majd a körök detektálása a 
cv::HoughCircles() segítségével. A folyamat itt is egy ciklusban zajlik addig, amíg 
nem sikerül kellő számú kört találni, az elmosás mértékének csökkentésével. Míg a 
körök minimális száma a tábla inicializálásakor egy fix érték, 30 volt (mivel kezdetben 
az összes korong pályán van), itt ez egy változó, mivel előfordulhat, hogy egy játékos 
már beért valahány korongjával. Ennek meghatározása a legutolsó felismert állás és a 
soron következő játékos alapján történik, a table.h::numberOfCheckers() függvény 
segítségével. Elegendő számú kör detektálása után elkezdődik a megtalált körök 
különböző szempontok alapján történő szegmentálása, a hibásan felismert körök 





23. ábra. Az új állás megállapításához használt,  
a kördetektálás alapjául szolgáló szürkeárnyalatos, elmosott kép 
 
A megtalált körök közül először azok kerülnek kidobásra, amelyek 
valószínűsíthetően a színük alapján a táblához tartoznak. A tábla színértékei a 
Table::table objektum inicializálásakor kerülnek meghatározásra és eltárolásra: külön 
a két háromszög valamint az alap színei. Az összehasonlítást a 
table.h:isCircleOfTable() metódusa végzi, amely az adott kör színértékét az állás 
képkockájáról olvassa ki a util.h::getCircleColor()  függvénnyel, majd 
összehasonlítja a tábla színértékeivel egy bizonyos toleranciát alkalmazva.  Igazzal tér 
vissza, amennyiben a tábla három színe közül valamelyiknél egyezést talál: a kör 
színértékei beleesnek mindhárom színcsatornánál az alsó és felső határba.  
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Ha ez előbbi szűrőn átment egy felismert kör, hasonló módon kerül további 
ellenőrzésre: a table.h::isCircleOfA() és table.h::isCircleOfB()  függvények 
igazat adnak vissza, amennyiben a vizsgált kör az A vagy a B játékos színértékeivel 
összeegyeztethetőek. Ha ezek közül egyik se teljesül, az vizsgált kör elvetésre kerül. 
Az elemzés további részében a felismert körök pozíciójuk alapján kerülnek 
elemzésre, amelyhez a játék szabályaiból származó heurisztikák is felhasználásra 
kerülnek: csak olyan pozícióban és számban keresi az algoritmus az új állás korongjait, 
ahol az előző állás alapján előfordulhatnak – amely a positionList vektorból érhető el. 
Ilyen például a sorompón előforduló korongok száma: az aktuálisan nem következő 
játékos újonnan a sorompóra kerülő korongjainak a száma attól függ, hogy hány olyan 
mezőn áll 1 darab koronggal, amely mögött még vannak az ellenfélnek korongjai, így 
potenciálisan kiüthetőek. Ezt a util.h::howManyCanBeHit() függvény a legutóbbi állás 
és a soron következő játékos alapján határozza meg. A sorompón összesen előforduló 
korongjainak száma pedig ez előbbi érték és a már az előző állásban is ott álló korongjai 
számának összege lesz. A soron következő játékos sorompón álló korongjainak száma 
pedig legfeljebb annyi, amennyi felismerendő állás előtt volt. Az algoritmus ezen 
értékek karbantartásával biztosítja, hogy a sorompón maximálisan hány korong 
ismerhető fel a két játékostól. Azt, hogy az aktuálisan elemzett kör a tábla melyik 
mezőjébe esik, a table.h::getFieldIndex() függvény értékeli ki. 
A másik ötlet az ellenfél korongjainak felesleges felismerése: azok a mezők, ahol az 
ellenfél – tehát nem a soron következő játékos – az előző állásnál legalább két 
koronggal állt, ott ezek a mezők ugyanúgy fognak kinézni az új állásnál is. Ennek 
megfelelően a régi állást reprezentáló vektoron végigiterálva az ilyen értékek 





24. ábra. Körök szegmentálása az új állás felismeréséhez.  
Sárgával a soron következő ȋpirosȌ játékos felismert korongjai, kékkel az ellenfél ȋfeketeȌ felismert 
korongjai, világoskékkel pedig a valamilyen szempont alapján elvetett körök 
 
A felismerendő körök – és így a potenciális hibák – száma jelentősen lecsökken: csak 
a soron következő játékos korongjait kell felismerni olyan mezőkön, ahol az ellenfél 
nem állt az előző állásban legalább két koronggal, valamint az olyan mezőket kell 
megvizsgálni, ahol az előző állásban az ellenfél egy koronggal állt (azt vizsgálandó, 
hogy nem került-e az adott korong kiütésre). Az ilyen körök hatására a pozíciójuknak 
megfelelő mező az új állást reprezentáló vektorban növelésre vagy csökkentésre kerül, a 
színeiknek megfelelően. 
Az algoritmus az összeállított vektor elmentésével fejezi be a működését, amelyet a 




3.5.12 A lelépés meghatározása, a dobókockák felismert értékeinek 
ellenőrzése 
A dobások lelépését a analyser.h::recognizeBoard() függvény határozza meg az 
előző állásból, az új állásból és a kockák felismert értékeiből. Az algoritmus először 
ellenőrzi, hogy az ellenfél korongjainak száma megegyezik-e az új állásban a régivel, a 
sorompón lévőket beleértve – egy lelépésnél ezek száma ugyanis nem változhat. A 
soron lévő játékos korongjai is csak akkor változhatnak, ha már kipakolásra is van 
lehetőség. Ha ezek a számok eltérnek, az algoritmus egy megfelelő hibaüzenettel leáll, 
mivel az előző lépés, az új állás felismerése hibásan történt meg. Annak a 
megállapítása, hogy a legutóbbi lelépésénél a soron következő játékosnak volt-e esélye 
kipakolásra, a table.h::canBearOff() függvénnyel történik.  
Külön esetként van kezelve, amikor van kipakolásra lehetőség, és amikor nincs. A 
kocka-kereső algoritmus inkább „biztosra megy”, és előfordul, hogy egy kocka 
megtalálásával terminál, külön kell vizsgálni ezt a két lehetőséget is. Mivel a megtalált 
kockák értékeit kiértékelő algoritmus hatékonyan működik – az előírásoknak megfelelő 
felvételekkel tesztelve 95% fölötti teljesítménnyel –, a lelépést meghatározó algoritmus 
előfeltételnek veszi, hogy egy megtalált kocka esetén annak értéke helyes, míg két 
megtalált kocka esetén legalább az egyik érték helyes. 
Ha kipakolásra nem került sor (a soron következő játékosnak ugyanannyi korongja 
van a pályán, mint az előző állásban), a analyser.h::stepOneDice() függvény felelős a 
lelépés meghatározásáért akkor, amikor csak az egyik kocka értéke ismert. Ez egy 
komplex döntési fa segítségével próbálja meg meghatározni a másik kocka értékét – 
tekintettel az esetleges duplákra –, a lelépéseknél pedig a blokkolt utakat elkerülve 
próbálja meghatározni a lelépést. Ha a lelépést a paraméterül kapott kocka-értékkel 
lehetetlen lelépni, hamisat ad vissza, különben igazat. 
Ha mindkét kocka értéke ismert, először az kerül vizsgálatra, hogy az adott 
értékekkel a legutóbbi lelépés lehetséges-e. Ha igen, akkor a 
analyser.h::stepTwoDice() függvény segítségével kiértékelésre kerül a lelépés. 
Amennyiben a felismert kocka-értékekkel a lelépés lehetetlen, úgy tekinti az algoritmus, 
hogy az egyik kocka hibásan lett kiértékelve. Ilyenkor az egyik kocka értékével 
meghívja a stepOneDice() függvényt, amely megpróbálja kikövetkeztetni a másik 
kocka értékét. Ha ez hamissal tér vissza, meghívódik a másik kocka értékével. 
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Kipakolás és egy felismert kocka esetén a analyser.h::stepOneDiceOff() függvény 
határozza meg a másik kocka és a lelépés értékét. Ez a nem-kipakolós verzióhoz 
hasonlóan működik, figyelembe véve a kipakolással járó különleges helyzeteket. Két 
ismert kocka esetén a lelépés kiszámítását végző logika szinte megegyező, így mindkét 
esetet lefedi a stepTwoDice() függvény funkcionalitása. A különbség a duplák 
lelépésénél jelentkezik – a függvényt egy bool wasBearOff flag-gel kell meghívni a 
fennálló esetnek megfelelően, így az dupla esetén a moveDoubleOff vagy a moveDouble 
függvényt hívja meg rendre kipakolás vagy annak hiánya esetén. 
A lépések és az esetleges hiányzó kocka-értékek meghatározása után azok kiírásra 
kerülnek a kimeneti fájlba, a filewriter.h::move() függvénnyel. Ha az új állás teljesen 
megegyezik az előzővel – mert azt az adott dobást a soron következő játékos nem tudta 
lelépni, például mert ki volt ütve és az ellenfél háza teljesen foglalt –, a 
filewriter.h::dontMove()  függvény kerül meghívásra. 
 
3.5.13 Bejegyzés készítése a kimeneti fájlba a dobás értékéről és annak 
lelépéséről 
Minden egyes dobás-lelépés pár után bejegyzés készül a bemeneti fájlba a 
filewriter.h::move() metódusával. Ez paraméterül az adott kör sorszámát (ez 
kezdetben 1-ről indul és két lépés után nő 1-el) és egész számok két vektorát várja, az 
alábbi módon: 
- egy kételemű konténer, amely a kockadobás értékeit tartalmazza  
- egy páros elemszámú vektor, amely a lelépéseket tartalmazza úgy, hogy a 
páros helyen egy elmozdult korong előző pozíciójának indexe szerepel, a 
páratlanon az aktuális pozíciójának indexe. 
 Fontos részlet, hogy az utolsó paraméter esetében ezek az indexek soron következő 
játékos számára relatív értékek: ha az A-játékos lép, akkor az ő 1-es mezője az a saját 
házának a legelső eleme, míg ha B-játékos lép, ugyanaz a mező 24-esként szerepel, és 
így tovább.  Abban az esetben, amikor A lép, nincs szükség konverzióra, mivel ez 
egybeesik a tábla modelljében használt sorszámozással. Akkor viszont, amikor B jön, 
minden mezőnek (25 – a modell szerinti sorszáma) képlet alapján kell a kimeneti fájlba 
íródnia. Ez a konverzió nem move() függvény feladata, tehát már a relatív ábrázolást 
használva kell átadni a lépéseket!  
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Abban az esetben, amikor az egyik lépés egyben ütés is, a cél-mező eleme a 
vektorban változatlanul kell, hogy szerepeljen.  
A bejegyzéseknek a lépés jellegétől függően a következő formátumot kell követniük: 
- normál lépés:  
1  54:  
1 54: 13/8, 13/9 
- dupla (a 13-as mezőről a 7-es két korongot mozgatva): 
4 66: 
4 66: 13/7, 13/7, 16/10, 24/18 
 
- a kiütött játékos nem tud visszatérni a pályára: 
8  44: O-O 
 
- kipakolás: 
26  54:  
26 54: 5/o, 3/o 
-  
- visszatérés a sorompóról: 
26  54:  
26 54: b/19, 5/1 
 
3.5.14 Játék végének ellenőrzése, bejegyzés készítése róla a kimeneti fájlba 
Minden új lépés felismerése és kiírása után lefut a analyser.h::checkIfGameEnded() 
függvény. Ez az új állás alapján ellenőrzi, hogy a szabályoknak megfelelően nyert-e 
legutoljára lépő játékos. Ha igen, akkor azt is eldönti, hogy egyszerű győzelemmel, 
gammonnal (2 ponttal) vagy backgammonnal (3 ponttal) nyert-e – a szabályoknak 
megfelelően. 
 Győzelem esetén erről bejegyzést készít a kimeneti fájlba a 
filewriter.h::gameEnd() metódus segítségével. Ezen kívül a győztes játékos 
pontszámát megnöveli a játék pontszámának megfelelően, illetve átállítja az aktuális 
játék végét jelző isCurrentGameEnded és az új játék kezdetét jelző isFirstMoveOfGame 
flag-eket igazra. Ezen kívül hozzáfűzi a frameAIndexList vektorhoz annak legelső 
elemét: ezzel kihasználva, hogy a játék kezdeti pozíciójának képe már ismert, így az új 
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játék első dobásának megtalálása ugyanazzal a módszerrel történhet, mint az első játék 
első dobásának detektálása (analyser.h::getStateBFrame()). 
 
3.5.15 A mérkőzés győztesének meghatározása, bejegyzés készítése róla a 
kimeneti fájlba 
A program fő ciklusának, vagyis az új játék elemzése indításának a feltétele, hogy 
mindkét játékos pontszáma alacsonyabb legyen, mint a paraméterül megadott 
meccshossz. Ebből a ciklusból kilépve az utolsó lépés annak az eldöntése, hogy melyik 
játékos nyert, azaz melyikük pontszáma lett a meccs hosszánál nagyobb vagy egyenlő. 
Az eredménynek megfelelő játékos nevével meghívásra kerül a 
filewriter.h::matchEnd()  függvénye: ez készít egy bejegyzést a kimeneti fájlba a 
„PlayerA wins the match.” formátumnak megfelelően, végül lezárja az output-
streamet. 
Az elemzés itt véget ér. 
 
3.6 A program felépítése 
A megoldás részei funkcióiknak megfelelően különböző egységekre vannak bontva: 
- analyserprogram.cpp:. 
o main() tartalmazza a belépési pontot, ellenőrzi a paramétereket a program 
későbbi futásához szükséges változókat inicializál. 
 
- video.h: a video stream inicializálását és abból különböző módon (adott 
képkocka-index alapján, az aktuális képkockához képest bizonyos idővel 
későbbi) történő képkocka-kinyerést végzi. Képes a kép egy bizonyos részének 
visszaadására is – ez a tábla képen való pontos kiterjedésének megismerése után 
hasznos. 
o Mat getFirstFrame() – visszaadja a megnyitott video első képkockáját 
o Mat getFrameAt(int frameAt) – visszaadja a megnyitott video 
paraméterül kapott képkockáját 
o Mat getFrameAt(int frameAt, Rect ROI) – visszaadja a megnyitott video 
paraméterül kapott képkockájának egy részét 
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o Mat getNextFrame() – visszaadja a megnyitott video egy másodperc 
múlva következő képkockáját 
o Mat getNextFrame(int offset) – visszaadja a megnyitott video 
képkockáját a frameIndex változóban tárolt álláshoz képest a paraméterül 
kapott érték múlva 
o Mat getNextFrame(int offset, Rect ROI)  - az előző metódus által 
visszaadott képkockából készített kivágat a paraméterül kapott téglalap 
alapján 
o void initializeVideo(String fileName) – a video-fájl megnyitása, a 
felvétel hosszának és képfrissítésének megállapítása 
o void scrollBack(int offset) – a „lejátszás” aktuális pozícióját 
nyilvántartó frameIndex változó értékének csökkentése a paraméterül 
kapott értékkel 
o void scrollBackToStart() – a „lejátszás” aktuális pozícióját nyilvántartó 
frameIndex változó értékének nullára állítása 
 
- controlpanel.h: a képkorrekció beállításához szolgáltat grafikus felhasználói 
felületet. 
o Mat rotateFrame(Mat src) – a paraméterül kapott kép elforgatása a 
beállított mértéknek megfelelően 
o void angleCallback(int, void*) – a felületen az elforgatás mértékének 
módosítása után a változások megjelenítése 
o void closePanel() – a felhasználói felület ablakának bezárása 
o void drawGrid(Mat &src, int dividedTo) – rácsvonalak a paraméterül 
kapott képre 
 
- filewriter.h: a kimeneti fájl írásában segít. 
o FileWriter(String videoFileName, int length, String playerAName, 
String playerBName) – az objektum konstruktora, az adattagok beállítása 
o void assembleHeader(String playerAName, String playerBName) – a 
kimeneti fájl fejlécének összeállítása 
o void gameStart(int gameNumber, int playerAScore, int playerBScore) – 
bejegyzés a kimeneti fájlba egy játék kezdetéről 
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o void move(vector<int> diceResult, vector<int> moveList) – bejegyzés a 
kimeneti fájlba a kockadobások értékeivel és azok lelépésével 
o void dontMove(vector<int> diceResult) – bejegyzés a kimeneti fájlba a 
kockadobások értékeivel, amikor a soron következő játékos nem tudott 
lépni 
o void gameEnd(String winnerName, int winningPoints) – bejegyzés a 
kimeneti fájlba egy játék végéről 
o void matchEnd(String winnerName) – bejegyzés a kimeneti fájlba a 
mérkőzés végéről 
 
- analyser.h: az elemzés fő komponense, a struktúra többi elemét használva végzi 
a fő műveleteket – inicializálja a táblát, megtalálja a dobókockát, azonosítja a 
lelépést, kiírja az eredményt. 
o void startAnalysis() – az elemzés különböző fő részeit ciklusba 
szervezi és vezérli  
o bool initializeTable() – a tábla pozíciójának meghatározása, a 
kezdőállás felismerése, a Table-objektum inicializálása 
o int determineWhoStarted() – az aktuális játékot kezdő játékos 
meghatározása 
o void getStateBFrame() – a következő kockadobás képkockájának 
felismerése és a dobott értékek meghatározása 
o void getStateAFrame() – a kockadobás lelépése utáni képkocka 
felismerése 
o void recognizeBoard() – egy lelépés utáni új állás képkockája alapján a 
korongok felismerése és az új állás meghatározása 
o void recognizeMove() – egy felismert, új állás lelépésének meghatározása 
és kiírása, a korábban felismert kocka-értékek ellenőrzése. 
Segédfüggvényei: 
 bool stepOneDice(vector<int> oldPosition, vector<int> 
&diceList, vector<int>  sourceList, vector<int> 
destinationList, vector<int> hitList, vector<int> &moveList) 
– 1 felismert kocka esetén a lelépés és a másik kocka értékének 
meghatározása normál lépés esetén 
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 bool stepOneDice(vector<int> oldPosition, vector<int> 
&diceList, vector<int>  sourceList, vector<int> 
destinationList, vector<int> hitList, vector<int> &moveList) 
– 1 felismert kocka esetén a lelépés és a másik kocka értékének 
meghatározása kipakolást is tartalmazó lépés esetén 
 void stepTwoDice(vector<int> oldPosition, vector<int> 
&diceList, vector<int>  sourceList, vector<int> 
destinationList, vector<int> hitList, vector<int> &moveList, 
bool wasBearOff) – 2 felismert kocka esetén a lelépés 
meghatározása 
 void moveDouble (vector<int> oldPosition, vector<int> 
&diceList, vector<int>  sourceList, vector<int> 
destinationList, vector<int> hitList, vector<int> &moveList) 
– 2 felismert, egyforma értékű kocka (dupla) esetén a lelépés 
meghatározása normál lépés esetén 
 void moveDoubleOff(vector<int> oldPosition, vector<int> 
&diceList, vector<int>  sourceList, vector<int> 
destinationList, vector<int> hitList, vector<int> &moveList) 
– 2 felismert, egyforma értékű kocka (dupla) esetén a lelépés 
meghatározása kipakolást is tartalmazó lépés esetén 
o void checkIfGameEnded() – a legutolsó felismert állás alapján eldönti, 
hogy megnyerte-e valamelyik játékos az aktuális játékot 
- table.h: a fizikai tábla modellje. Tárolja a tábla képen való helyzetét, a korongok 
színeit, a mezők koordinátáit. 
o Table(Point lt, Point lb, Point rt, Point rb, int r, int t, Scalar 
playerA_color, Scalar playerB_color, vector<Point> 
selectedCenterPoint, Mat initFrameIn) – konstruktor; inicializálja az 
adattagokat, a megadott sarok-pontok pozíciója alapján meghatározza a 
tábla pontos pozícióját, felépíti a mezők modelljét, meghatározza a 
korongok és a tábla mezőinek és alapjának a színét 
o int getFieldIndex(Point p) – meghatározza, hogy a paraméterül pont 
melyik mező területén belül van. Ha egyikén sem, akkor negatív számot 
ad vissza 
o Rect getTableRectangle() – a tábla teljes képen való kiterjedését és 
pozícióját leíró téglalap. Segédfüggvénye: 
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 void initializeColorBounds(Mat tableFrame, vector<Point> 
selectedCenterPoint) – a tábla és a korongok színeinek a 
meghatározása, alsó és felső korlátokkal az egyes színcsatornákra 
o bool isCircleOfA(Mat tableFrame, Point center) – annak eldöntése, 
hogy a paraméterül kapott képen a paraméterül kapott pont az A-játékos 
korongjának középpontja-e a színe alapján 
o bool isCircleOfB(Mat tableFrame, Point center) – annak eldöntése, 
hogy a paraméterül kapott képen a paraméterül kapott pont a B-játékos 
korongjának középpontja-e a színe alapján 
o bool isCircleOfTable (Mat tableFrame, Point center) – annak 
eldöntése, hogy a paraméterül kapott képen a paraméterül kapott pont a 
tábla alapján vagy az egyik mezőn van-e a színe alapján 
o bool canDiceBeThere(Rect diceRect, vector<int> positionVector, Point 
offset, int fileNameCounter = 0) – annak eldöntése, hogy a 
paraméterül kapott téglalap a paraméterül kapott állás alapján lehet-e ott, 
ahol van, vagy ütközik egy koronggal. Segédfüggvénye: 
 bool isOverlapping(Rect rect, Point point) –  annak eldöntése, 
hogy a paraméterül kapott téglalap átfedésben van-e azzal a 
körrel, aminek a középpontja a második paraméterben adott 
o int numberOfCheckers(vector<int> board, int onTurn) –  a paraméterül 
kapott állás után következő állásnál a táblán előforduló korongok 
lehetséges számának minimuma 
o void printTable(Mat& img) –  a tábla mezőinek felrajzolása a  paraméterül 
kapott (teljes) képre 
o void printTableROI(Mat& img) –  a tábla mezőinek felrajzolása a  
paraméterül kapott képre, amely már csak a táblát tartalmazza 
o Mat printPosition(vector<int> positionVector) –  paraméterül kapott 
állás renderelése a tábla és a korongok színeinek megfelelőení 
 
- dice.h: a dobókockák azonosítását végzi egy adott képen, illetve az értéküket 
olvassa le. 
o vector<int> detectDices(Mat whloeBackgroundFrame, Mat 
wholeDiceFrame, Rect boardROI, float radius, vector<Rect> 
&diceRoiVector, Table table, vector<int> position, int frameNum = 0) 
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– egy paraméterül kapott képen a dobókockák pozícióinak és a dobott 
értékeknek meghatározása 
o int countPips(cv::Mat dice, int diceIndex = 1) – egy paraméterül 
kapott, kizárólag a – feltételezett – dobókockát tartalmazó képen a dobott 
érték meghatározása 
- util.h: segédfüggvények gyűjteménye. 
o Mat calcRGBmax(Mat i_RGB) – egy háromcsatornás kép maximális 
csatornájának meghatározása 
o void filterOutCircles(vector<Vec3f> &circles, Rect boundingRect) – 
körök paraméterül kapott vektorjából kiszűri azokat, amelyek 
középpontja nincs a paraméterül kapott téglalapon belül 
o void filterOutPoints (vector<Vec3f> &circles, Rect boundingRect) – 
pontok paraméterül kapott vektorjából kiszűri azokat, amelyek nincsenek 
a paraméterül kapott téglalapon belül 
o void drawPoints(Mat dst, vector<Point> points, int radius, 
cv::Scalar color, String prefix) – a paraméterül kapott pontok 
felrajzolása a kapott képre hibakereséshez 
o vector<Point> getCenterPoints(vector<Vec3f> circles) – a paraméterül 
kapott körök középpontjainak meghatározása 
o Scalar getCircleColor(Mat source, Point p, int radius) – a 
paraméterül kapott körök színének meghatározása a kapott képen 
o vector<int> getInitialState() – a kezdőállást leíró pozíció-vektor 
o int howManyCanBeHit(vector<int> board, int onTurn) – a paraméterül 
kapott állás és a soron következő játékos alapján annak meghatározása, 
hogy a következő állásban hány korong kerülhet kiütésre 
o bool isBackgroundVisible(Mat frameA, Mat frameB, Rect ROI) – annak 
az eldöntése, hogy a paraméterül kapott két képen a kapott téglalap-rész 
egy bizonyos határon belül megegyezik-e 
o bool isCircleThisColor(Mat source, Point p, int radius, Scalar 
color, int tolerance) – annak az eldöntése, hogy a paraméterül kapott 
képen a kapott kör színe megegyezik-e egy színnel 
o bool isInVector(vector<int> vector, int element) – benne van-e a 
kapott egész szám a vektorban 
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o bool isPointUpper(Point point, int rows) – a kapott pont a tábla felső 
felében van-e 
o bool isPointLower (Point point, int rows) – a kapott pont a tábla alsó 
felében van-e 
o bool isTwoFrameDifferent(Mat frameA, Mat frameB, Rect ROI) – annak 
az eldöntése, hogy a paraméterül kapott két képen a kapott téglalap-rész 
egy bizonyos határon túl tér-e el 
o void setXtoAvg(vector<Point> &points) – a paraméterül kapott pontok x 
koordinátájának átállítása azok átlagos értékére 
o void sortPointsByX(std::vector<Point> &points) – a paraméterül kapott 
pontok vektorának rendezése az x koordinátájuk alapján 
o void sortPointsByY(std::vector<Point> &points) – a paraméterül kapott 





3.7.1 Manuális teszt 
 
A megoldandó probléma természetéből adódik, hogy a teljes működés helyességét 
csak manuálisan lehet letesztelni: a videót végignézve lépésenként összevetni a 
kimeneti fájlban látott értékekkel. Az ehhez szükséges állományok a Test könyvtárban 
találhatók.  
- vid1.mp4: a feltételeknek megfelelő felvétel 
- PlayerA-PlayerB-2017-12-10-20-12.sgg: az előbbi felvételen lefuttatott elemzés 
helyes eredménye 
- vid2.mp4: érvénytelen felvétel – a halszem-effektus miatt torz a kép 
- vid3.mp4: érvénytelen felvétel – a tábla mezőinek színe azonos a korongok 
színével 
- vid4.mp4: érvénytelen felvétel – fehér dobókocka 
- vid5.mp4: érvénytelen felvétel – túl gyengén megvilágított tábla 
 
Vizuálisan tesztelhetőek a program a rész-funkciói is: a kockadobás és lelépés-párok 
képkockáit beazonosító getStateAFrame() és getStateBFrame() függvények is: a 
Test\getState könyvtárban található frameA...jpg és frameB...jpg nevű állományok 
a szintén ebben a könyvtárban található video-fájl képekre bontásai, amik alapján az 
elemzés működik. Ezek alapján ellenőrizhető a dobott kockák értékeit felismerő 
detectDices() függvény működése is: az értékek a tábla közepén kiírásra kerültek. A 
dobókockák pozícióját azonosító algoritmus működése a diceFinding...jpg nevű 




Egyes funkciók automatikusan tesztelhetőek, az eseteket a Test.h állomány 





3.7.2.1 table.h::canBearOff()  
Annak a meghatározása, hogy a soron következő játékosnak a következő lelépésnél 
van-e elméleti lehetősége a kipakolásra azért fontos, hogy az új állást detektáló 
algoritmus tudja, hogy a táblán pontosan annyi korongot kell, hogy találjon, mint az 
előző állásnál, vagy ennél kevesebb is lehetséges. Az algoritmus ezt a szabályok alapján 
állapítja meg, és a legoptimistább forgatókönyvvel számol: ha a játékos dupla 6-ot dob, 
akkor 36 mezőnyit haladhat előre, a döntésének vagy az adott állásnak megfelelően 1-4 
számú koronggal. A tesztesetek így olyan helyzeteket szimulálnak, amikor erre a 
játékosnak biztosan lesz vagy biztosan nem lesz lehetősége, illetve ezek határterületeit. 
Bemenetek:  
- a soron következő játékos összes korongja a házában van 
- 1 korongja a házán kívül van (a 24-es mezőn) 
- 2 korongja a házán kívül van (a 13-18-as mezőkön) 
- 3 korongja a házán kívül van (a 7-12-es mezőkön) 
- 1 korongja a sorompón van 





Az ellenfél sorompóra kerülő korongjainak lehetséges maximuma szintén az új állás 
detektálásánál hasznos: a szegmentáló algoritmus számára így rendelkezésre áll egy 
felső határ, és az e fölött felismert korongokat színelemzés nélkül, a pozíciójuk alapján 
el tudja vetni – sokkal kisebb számítása költséggel. A tesztesetek így annak a 
vizsgálatára irányulnak, hogy az algoritmus felismeri-e az ellenfél szabadon álló 
korongjait, el tudja-e dönteni, hogy azokkal a soron következő játékos ütési 
lehetőségben van-e, illetve a visszaadott értéknek helyes-e a felső korlátja: 4-nél több 
ütésre soha nincs lehetőség a szabályok szerint. 
 Bemenetek:  
- a soron következő játékos egyik korongja a sorompón van, az ellenfélnek 1 
mezője van, ahol csak egy koronggal áll 
- a soron következő játékos egyik korongja a 24-es mezőn van, az ellenfélnek 2 
mezője van, ahol csak egy koronggal áll 
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- a soron következő játékos egyik korongja a 24-es mezőn van, az ellenfélnek 2 
mezője van, ahol csak egy koronggal áll 
- a soron következő játékos egyik korongja a 24-es mezőn van, az ellenfélnek 3 
mezője van, ahol csak egy koronggal áll 
- a soron következő játékos egyik korongja a 24-es mezőn van, az ellenfélnek 4-nél 
több mezője van, ahol csak egy koronggal áll 
- a soron következő játékos egyik korongja a 24-es mezőn van, az ellenfélnek 
nincs olyan mezője, ahol csak egy koronggal áll 
- a soron következő játékos korongja és az ellenfele korongjai már túlhaladtak 




Az aktuális játék végének felismerése kritikus, ám viszonylag egyszerű feladat. A 
tesztesetek a játék pontértékének helyes megállapítását is vizsgálják: a játék vége esetén 
a szabályoknak meglelően a nyerő játékos 1, 2 vagy 3 pontot nyerhet az ellenfél 
korongjainak pozícióitól függően. 
Bemenetek: 
- az egyik játékosnak egy korongja sincs a táblán 
o a másik játékosnak van a sorompón korongja (backgammon) 
o a másik játékosnak van korongja a nyerő játékos házában (backgammon) 
o a másik játékosnak nincs korongja a nyerő játékos házában, de nincs 
kipakolt korongja (gammon) 
o másik játékosnak van korongja a nyerő játékos házában, de van kipakolt 
korongja is (sima győzelem) 
o a másik játékosnak van kipakolt korongja  (sima győzelem) 






A legkritikusabb olyan funkció, amely nem a gépi látás eszközeit használja, hanem 
hagyományos programozási módszereket. A hibátlan működése így egy természetes 
elvárás, ennek biztosításában nagy szerep jut a tesztek minél teljesebb fedésének. Külön 
kell kezelni azokat az eseteket, amikor a kockát detektáló algoritmus csak az egyik 
kockát találta meg, illetve amikor mindkettőt – utóbbinál arra is figyelmet fordítva, 
hogy előfordulhat, hogy az egyik érték hibásan lett megállapítva. Ezeken belül külön 
halmazokat képeznek azok az esetek, amikor a lelépés a korongok egyszerű 
mozgatásából állt, illetve azok, amikor kipakolást is tartalmazott: a soron következő 
játékos egy vagy több korongjával körbeért a pályán, majd azt (azokat) eltávolította a 
pálya területéről, „kipakolta” a tábla szélén lévő gyűjtő-rekeszbe vagy máshova. A 
dobások, különösen a duplák lelépési lehetőségeinek nagy száma miatt a tesztesetek 
bonyolult struktúrát alkotnak, megpróbálva lefedni az összes előforduló helyzeteket. 
Bemenetek: 
- normál lépés 
o 1 felismert kocka 
 dupla 
 1-el lelépve 
 2-vel lelépve 
 3-al lelépve 
 4-el lelépve 
 nem dupla 
 1-el lelépve 
 2-vel lelépve 
 
 
o 2 felismert kocka 
 mindkét kocka helyesen felismerve 
 egyik kocka helytelenül felismerve 
 dupla felismerve, nem dupla lelépve 
 nem dupla felismerve, dupla lelépve 
 
- kipakolást is tartalmazó lépés 
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o 1 felismert kocka 
 dupla 
 1-el lelépve 
 2-vel lelépve 
 3-al lelépve 
o 1 normál lépés, 2 kipakolás 
o 2 normál lépés, 1 kipakolás 
 4-el lelépve 
o 1 normál lépés, 3 kipakolás 
o 2 normál lépés, 2 kipakolás 
o 3 normál lépés, 1 kipakolás 
 nem dupla 
 1-el lelépve 
 2-vel lelépve 
 
o 2 felismert kocka 
 mindkét kocka helyesen felismerve 
 egyik kocka helytelenül felismerve 
 dupla felismerve, nem dupla lelépve 





3.8 Fejlesztési javaslat 
A feladathoz személyes motivációm fűződik, mivel régóta játszom a játékot, és már 
kezdetben világossá vált egy ilyen alkalmazásnak a hasznossága. A projektet tehát 
mindenképp szeretném folytatni, a fejlesztéshez a következő ötleteket felhasználva: 
- különböző színű dobókockák kezelése 
- hibás dobások felismerése, az dobás-ismétlés támogatása 
- duplázás támogatása 
- az új állások meghatározásához a kezdő játékos meghatározásánál is használt 
különbség-képek technikájának bevezetése 
- a kép vízszintesbe állításához használt szög automatikus kiszámítása 
- az objektívek okozta halszem-torzítás kiküszöbölése 









A dolgozat keretében megvalósított program egy igen komplex problémára próbál 
megoldást kínálni, amelyhez hagyományos programozási módszereket és a gépi látás 
eszköztárát is felhasználja. Az elemzés a mérkőzésekről készült felvételeken felismeri a 
játékmenet szakaszait, és ezeken a detektált képkockákon valódi objektumokat azonosít. 
Az objektumok pozíciója alapján felépíti a tábla elméleti modelljét, amelyen különböző, 
a játékszabályoknak való megfelelés biztosító elemzést elvégezve létrehozza a kimeneti 
fájlt: ez nem más, mint a játékosok egymást követő dobásai és azok lelépési a 
kezdőállástól számítva. Az így létrejött fájlt importálni tudják más, korábban említett 
lépés-elemző programok, amelyek el tudják dönteni az egyes lelépésekről, hogy 
helyesek voltak-e, rávilágítva a játékosok esetleges hibáira, vagy alternatív lelépési 
stratégiákat kínálhatnak. 
 
A témaválasztásomnak személyes motivációja volt, mivel backgammon-játékosként 
már a programozói tanulmányaim előtt jóval felmerült bennem az igény egy ilyen 
alkalmazásra. Kicsit félve vágtam bele a feladatba, mivel korábban tapasztalatom nem 
volt a gépi látás használatával kapcsolatban, azonban fejlesztés közben újra 
megerősítést nyert az a meggyőződésem, hogy kellő elszántsággal bármilyen új 
területen sikereket érhetünk el. A fejlesztést a dolgozat leadása után nem fejezem be, 
szeretném, ha minél változatosabb felvételekkel is sikeresen működne. Azt remélem, 










kétszeres tétet kell kifizetnie. Ha viszont elfogadja, a tét újra duplázódik (az eredeti tét 
tehát megnégyszereződik) és a duplázás joga az elfogadó játékoshoz kerül. 
 
Gammon és Backgammon 
 
Ha a játék végén a vesztes fél legalább egy bábuját már kipakolta, akkor a duplázó 
kocka állásának megfelelő tétet fizeti ki (1 pontnak megfelelő tétet tehát, ha nem volt 
duplázás). Ha viszont a vesztes még nem pakolta ki egyetlen emberét sem a játék 
végéig, az azt jelenti, hogy a duplázó kocka értékének kétszeresét veszítette el. Ezt 
hívják gammon-vereségnek. Ha pedig a vesztes nem csak, hogy nem pakolt ki a játék 
végéig bábut, de még maradt is embere az ellenfél otthonában (vagy a soropmpón), 
akkor ezért a duplázó kocka háromszorosának megfelelo tétet köteles kifizetni. Ennek a 




A következő választható szabályok széles körben elterjedtek: 
1. Automatikus duplázás. Ha a két játékos, kezdésnél ugyanazt dobja, akkor a tét 
megduplázódik. A duplázó kocka a kettesen lesz és középen marad. A játékosok 
általában megegyeznek az egy játék alatt alkalmazott automatikus duplázás 
számában. 
2. Beaver. Ha egy játékost megdupláznak, nemcsak elfogadhatja a duplázást, de 
azonmód visszaduplázhat, mégpedig anélkül, hogy elvesztené a duplázás jogát. 
Természetesen az eredeti szabályok értelmében a duplázást vissza is utasíthatja. 
Ezt a szabály csak pénzjátékban használatos, meccsjátékban nem. 
3. A Jacoby Szabály. Szintén csak pénzjátékban használatos szabály. E szerint 
játszva gammon- és a backgammon-győzelmet csak akkor számolnak, ha a parti 
során történt duplázás. A Jacoby-szabály felgyorsítja a játékot azáltal, hogy 
kiiktatja azokat a szituációkat, amikor a játékos azért nem dupláz, mert jobban 




Megjegyzés (B.Á.): a kiegészítő szabályok kizárólag informáló célzattal szerepelnek 
itt, a dolgozatom ezeket a – versenykörülmények közt ritkán alkalmazott – szabályokat 
figyelmen kívül hagyja. A program jelenlegi állapotában a duplázó kocka használatát 
sem támogatja. 
 
