ABSTRACT
Introduction
The use of precise, repeatable experiments to validate any claim is the hallmark of a mature scientific or engineering discipline. result in an order-of-magnitude increase in productivity, software reuse is an area where the greatest results can be achieved because reuse addresses the "essence", as opposed to the "accidents," of the development problem [BROF87] . However, reusable software is not being exploited to its full potential. According to
Freeman, the state-of-the-practice of reuse in the United States is embarrassing [FREP87] . On an evolutionary scale, he puts reuse technology in an awakening stage, slowly approaching an early utilization period. Developers and users of potentially reusable products are unnecessarily hampered because they lack specific knowledge concerning the factors which influence software reusability.
Studies of the object-oriented paradigm are important because, according to Biggerstaff s framework of software reuse [BIGT87] , the object-oriented paradigm has a good balance between power and generality. In his framework, procedural based solutions are also depicted having a good balance, but are considered less effective than object-oriented solutions. The fundamental characteristics of the object-oriented paradigm seem to complement the needs of the reusing developer. Encapsulation capabilities create self-contained objects which are easily incorporated into a new design [KERB84] . The data-based decomposition of objects, resulting in class-hierarchies and inheritance, promotes reuse far more than the top-down approach which promotes "one-of-akind" development [MEYB87] . Greater abstraction is the key to to greater reusability, and object-based languages provide abstraction far better than procedural languages [WEGP83] . The goal of the experiment described in this paper is to answer the following questions with respect to the impact of the object-oriented paradigm vs. the procedural paradigm on the successful reuse of software components:
1)
2)
3) 4)
5)
Does the object-oriented paradigm promote higher productivity than the procedural paradigm?
Does reuse promote higher productivity than no reuse?
Does the object-oriented paradigm promote higher productivity than the procedural paradigm when programmers do not reuse?
Does the object-oriented paradigm promote higher productivity than the procedural paradigm when programmers reuse?
Does the object-oriented paradigm provide incentives to reuse above those of the procedural paradigm?
The experimental design was constructed with these questions in mind. We define productivity as the inverse of the effort expended to produce a specific software product. Effort is measured in several quantifiable ways. We hypothesize that both reuse and the object- In the experiment, reusable code components were made available to the subjects implementing the target system. To affect further control, the code component sets were specifically generated for this study. Therefore, the research consists of two phases. The first phase was preparatory, in which potentially reusable components were designed and implemented.
Experimental Design
The experiment was executed in the second phase, in which the target system was developed by a set of subjects, who are unrelated to the programmers who designed and implemented the reusable components. These two phases are described in the following sections.
Phase 1: Component Development
Two sets of potentially reusable components were created during phase one. One set was implemented in a procedural based language, Pascal, and the other in an object-oriented language, C++. Providing components which span a wide range of applicability ensures a realistic, diverse collection from which subjects evaluate and choose components.
Phase 2: Project Implementation
Using the two sets of components, independent subjects were assigned the task of implementing the target project. The subjects were divided into four groups, pictured as cells in Figure 1 . Half the subjects implemented the project in Pascal, the other half in C++.
Furthermore, a portion of the students from each language were not allowed to reuse at all, while the others were encouraged to reuse. The "no reuse" groups serve as control groups.
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Data Analysis
Given a feasible and well-controlled experimental design, the rigorous analysis of data collected during the experiment determines the conclusions that can be made about the hypotheses.
In this experiment, the goal is to determine which groups from Figure 1 , on average, had a significantly different productivity rate than others.
The data collected during the experiment measures the productivity of a subject in implementing the target system. Productivity and effort are considered to have an inverse relationship. Therefore, the less effort expended by a subject to satisfy the requirements of one task, the higher the productivity of that subject.
The measurements of effort, and therefore of productivity, are:
Main productivitv measures The number of syntax errors made during system development and testing.
Since each subject implemented the same tasks, a comparison of data across subjects yields a relative measure of the effort used to develop a task. A subject with a high value for a given measure is considered less productive than a subject with a low value. 
Experimental Results
This section draws conclusions from the analysis performed on the productivity data. In general, the hypotheses suggested at the beginning of this paper are supported, with some notable exceptions. The third column in Table 1 For each productivity variable, a p-value was computed for the difference between the means. The p-value is the probability that the difference could have been obtained by chance, rather than reflecting a true difference in productivity.
Following conventional criteria, a difference is deemed statistically significant if its p-value is less than 0.05. In such cases, it is extremely unlikely that the difference in means is due to chance, and we conclude that productivity was indeed higher for subjects using the objectoriented paradigm.
The three main productivity variables (Runs, RTE and Time) show a significant difference between the means, favoring the object-oriented paradigm. In addition, the objectoriented mean for the Edit variable was also lower than the procedural mean, although not to a significant degree. The means on the Syntax
Errors variable did not differ in the predicted direction.
Considering the nature of the Edits and Syntax Errors variables, the lack of significance is attributed to the subjects lack of practice using the object-oriented language. The results of the analysis on the main variables indicate that the object-oriented paradigm does promote higher productivity than the procedural paradigm.
2) Does reuse promote higher productivity than no reuse?
From the results in Table 2 , the answer to this question is clearly yes. The means in the third column of Tables 3 and 4 , which view the data across the reuse factor, but consider each language separately. Table 3 shows the means for the procedural groups with respect to reuse, and Table 4 shows the means for the objectoriented groups with respect to reuse. In both analyses, all variables showed a significant difference in the hypothesized direction. As shown by the results in Tables 3 and Given the answers to the first and third 4, reuse improved productivity over non-reuse questions, the answer to this question should for both the procedural and object-oriented logically be yes. The results in Table 6 confirm paradigms. The fifth question asks whether the this for the three main productivity variables. extent of improvement is comparable for the two
The means listed are for subjects who did reuse, language paradigms. Our hypothesis is that the with the third column representing subjects using improvement due to reuse will be greater for the the procedural paradigm and the forth column subjects using the object-oriented paradigm than representing subjects using the object-oriented those using the procedural paradigm, indicating paradigm. Once again, our hypothesis favors the that the object-oriented paradigm is particularly object-oriented paradigm. suited to reuse. given to the first question comes from differences between the groups which were encouraged to reuse.
The third column in Table 7 shows for each variable the difference between the mean of the procedural non-reuse group and the mean of the procedural reuse group. This is a measure of the amount of improvement in productivity due to reuse --the large the difference, the greater the increase in productivity. The forth column show comparable mean differences for the objectoriented groups. Therefore, our hypothesis predicts that values in the fourth column should be greater than those in the third column. In other words, the results show that the objectoriented paradigm demonstrates a particular affinity to the reuse process.
Summary and Future Work
The experiment in this paper has shown:
(1)
The object-oriented paradigm substantially improves productivity, although a significant part of this improvement is due to the effect of reuse (questions 1,3 and 4), Software reuse improves productivity no matter which language paradigm is used (question 2), Language differences are far more important when programmers reuse than when they do not (questions 3 and 4), and
The object-oriented paradigm has a particular affinity to the reuse process (question 5).
Although we did not demonstrate that the object-oriented paradigm promotes productivity when reuse is not a factor, the development efforts using either language paradigm were not significantly different. Furthermore, given the reuse potential demonstrated by the objectoriented paradigm, greater benefits can be achieved by using the object-oriented paradigm than by using a procedural approach.
An important facet of the experimental method is that the results are repeatable.
Experiments similar to the one described in this 
