























































































































































Nei  sistemi  di  gestione  di  basi  di  dati  l’utente  formula  generalmente  le  proprie 
interrogazioni utilizzando un linguaggio ad alto livello (come SQL (Structured Query 






una  strategia  ragionevolmente  efficiente  per  eseguire  l’interrog a z i o n e .  I n f a t t i  p e r  
trovare la strategia ottima può essere necessario impiegare un tempo eccessivo (se non 
nel caso di interrogazioni molto semplici) e disporre di informazioni su come i file sono 
i m p l e m e n t a t i  e  s u l  c o n t e n u t o  s t e s s o  d e l l a  b a s e  d i  d a t i ,  e  q u e s t e  informazioni 
potrebbero non essere disponibili nel catalogo del sistema. 
Ci sono due tecniche principali di ottimizzazione: la prima utilizza regole euristiche, 
basate  su  proprietà  degli  operatori  dell’algebra  relazionale,  per  effettuare  una 
trasformazione di una interrogazione in una equivalente (cioè che produce lo stesso 
risultato) ma più efficiente (che richiede un tempo di esecuzione non superiore a quello 
richiesto  dall’interrogazione  iniziale);  la  seconda  effettua  una  stima  dei  costi  di 
esecuzione delle diverse strategie e sceglie quella con costo minore. 
I sistemi utilizzano in genere una combinazione delle due strategie. 























degli  utenti  e  identificare  eventuali  colli  di  bottiglia  non  individuabili  durante  la  fase  di 
realizzazione. 
Per poter svolgere il proprio compito, l’amministratore deve conoscere al meglio le 





si  illustreranno  le  varie  tecniche  di  ottimizzazione  delle  query  SQL,  quali: 
ottimizzazione algebrica e relative regole di equivalenza; ottimizzazione sintattica e 
semantica;  ottimizzazione  euristica  c o n  u n  e s e m p i o  d i  a l g o r i t m o  e u r i s t i c o ;  
ottimizzazione cost‐based; si descriveranno i tipi di indici di cui si può far uso nei vari 































s o l i t a m e n t e  n e l l a  f o r m a  d i  u n  a l b e r o  d i  e s e c u z i o n e  ( q u e r y  t r e e ) ,  cioè  una 
rappresentazione  che  può  essere  facilmente  manipolata  dal  sistema  interno, 
aggiungendo, rimuovendo o spostando le sue componenti. 
A questo punto l’albero viene passato all’ottimizzatore che sceglierà quali algoritmi 
usare  per  implementare  gli  operatori  di  algebra  relazionale  presenti  nell’albero  di 
esecuzione. 










query  risulta  assolutamente  inaccettabile.  In  molti  casi  l'ottimizzatore  sceglie  una 



















raccolti  accedendo  in  diversi  modi  attraverso  differenti  strutture  dati  e  in  diversi 



























L’ottimizzazione  algebrica  [7][11]  ha  lo  scopo  di  trovare  un’espressione  che  sia 
equivalente all’espressione data e possa essere eseguita in modo più efficiente. Per 
passare  da  un’espressione  dell’algebra  relazionale  all’altra  si s f r u t t a n o  l e  r e g o l e  d i  
equivalenza degli operatori: 



















6)  Commutatività  di  ►◄  rispetto  a σ :  se  tutti  gli  attributi  della  condizione  di  selezione  c 














Se  la  condizione  di  join  include  oltre  a  quelli  in  L  ulteriori  attributi  di  R  e  S,  ossia 



























2.  C o m m u t a r e  l e  o p e r a z i o n i  d i  s e l e z i o n e  r i s p e t t o  a l l e  a l t r e  o p e r a z ioni  (regole 
(2)(4)  e  (6)),  in  modo  da  anticiparle  quanto  più  possibile  conformemente  a 
quanto permesso dagli attributi coinvolti nelle selezioni (push‐down selezione) 













L’ottimizzazione  sintattica  [11]  si  appoggia  pesantemente  sulla  comprensione 
dell’utente sia del database, sia della distribuzione dei dati tra le varie tabelle. In parole 
povere,  si  fa  affidamento  sul  fatto  che  l’utente  ha  già fatto  delle scelte in  base  alle 
proprie  conoscenze.  L’ottimizzatore  cerca  di  migliorare  l’efficienza  della  query 
scegliendo gli indici appositi tra quelli disponibili per ogni singola tabella. 
Questo tipo di ottimizzazione è estremamente efficiente quando si accede a dati in un 


















estrazione dei record,  l'ottimizzazione  basata  sui  costi utilizza  le  informazioni  sulla 
struttura del database e la distribuzione dei dati per assegnare u n "c o sto " stim ato ,  
misurato in termini di tempo, numero di record da estrarre da ogni tabella e numero di 
a c c e s s i  d a l l a  m e m o r i a  c e n t r a l e  a l l a  m e m o r i a  d i  m a s s a  ( e  v i c e v e r sa)  per  ogni ‐ 9 ‐ 
 
operazione.  Valutando  la  somma  totale  di  questi  "costi"  è  possibile  selezionare  la 
sequenza più efficiente di estrazione dei dati. 
Ovviamente, i "costi" assegnati saranno più o meno validi a seconda delle informazioni 
























d i s t r i b u z i o n e  d e i  v a l o r i  p e r  g l i  a t t r i b u t i  d e l l e  r e l a z i o n i  d i  u n a  s p e c i f i c a  i s t a n z a  d i  






























delle  procedure  di  bilanciamento  che  si  innescano  a  fronte  di  cancellazioni  ed 
inserimenti. 
La dimensione di un B+Tree dipende da molteplici fattori (lunghezza dei separatori, 





d o v e  N K  è  i l  n u m e r o  d i  v a l o r i  d i s t i n t i  d i  c h i a v e ,  N R  è  i l  n u m e r o  delle  tuple  da 





























poi  utilizzate  durante  le  operazioni  che  agiscono  su  queste  ultime. 
Contrariamente a molti linguaggi gestionali mirati al trattamento dei file, SQL permette 








quantità  di  dati  (non  più  del  23%).  In  caso  contrario,  allora  gli  indici  non  migliorano  la 
velocità di lettura delle query. 
•  Gli indici di piccole tabelle non migliorano le prestazioni. 































































E s i s t o n o  m o l t i s s i m e  i m p l e m e n t a z i o n i  d e l  j o i n  c h e  m i r a n o  a  s f r u t t a r e  a l  m e g l i o  l e  
risorse del  sistema e le  (eventuali)  proprietà  degli insiemi  di t u p l e  i n  i n g r e s s o  p e r 










È  l’algoritmo  di  join  [17]  più  semplice  e  deriva  direttamente  dalla  definizione 
dell’operazione. Una delle due relazioni coinvolte è designata come esterna e l’altra 
come interna. Supponendo di operare usando due relazioni R e S (R esterna e S interna) 





























































































































Nell’immagine  seguente  è  rappresentata  una  versione  semplificata  del  database 
utilizzato all’IZSVe (nella versione completa sono presenti oltre 200 tabelle ed alcune di 
queste possono raggiungere più di 20 campi). 
I n  q u e s t a  v e r s i o n e  s e m p l i f i c a t a  s o n o  r a p p r e s e n t a t i  t u t t i  i  c a m pi  e  tabelle  usati  nel 



















esterna  alla  tabella  ANAGRAFE  e  rappresenta  il  codice  provenienz a  d e l  l u o g o  d i  
prelievo del campione accettato. 
Nella  tabella  ANAGRAFE,  il  campo  ANANOME  (varchar)  rappresenta  il  nome  o  la 
ragione  sociale  del  luogo  di  prelievo  (allevamento,  macello,  stabilimento);  il  campo 
LOCCOD  (varchar)  rappresenta  il  codice  della  città  del  luogo  di  prelievo;  il  campo 
TANCOD (varchar) rappresenta la tipologia del luogo di prelievo (allevamento, macello, 
asl, ecc.). 





denominazione  del  tipo  di  materiale  del  campione  (ad  es.  sangue,  carcassa,  organi 
interni, ecc.). 
N e l l a  t a b e l l a  S P E C I E ,  S P E D E N  ( v a r c h a r )  r a p p r e s e n t a  l a  d e n o m i n a zi o n e  d e l l a  s p e c i e  
animale a cui fa riferimento il campione. 
Nella tabella ESAMI, i campi ADECOD, METCOD, CAMCOD, MOACOD e SUACOD  (tutti 
i n t e g e r )  s o n o  c h i a v i  e s t e r n e  a l l e  t a b e l l e  A N A L I S I _ D E T ,  M E T O D I C A ,  CAMPIONI, 
MOTACCERT e SUBACCERT. 




u n  e s a m e  o l t r e  a l  m o t i v o  a c c e r t a m e n t o ) ,  i l  c a m p o  S U A D E N  ( v a r c h a r )  è  l a  




utilizzato  per  eseguire  l’esame  su  un  certo  campione  (ad  es.  cromatografia, 
antibiogramma, esame al microscopio, ecc.). 
N e l l a  t a b e l l a  E S I T I ,  i l  c a m p o  E S I S I N  ( c h a r )  r a p p r e s e n t a  u n a  d e s crizione  sintetica 
dell’esito (P = positivo, N = negativo, D = dubbio, I = inadatto, E = effettuato, L = nei 
limiti); il campo ESIDES (varchar) rappresenta, invece, la descrizione più dettagliata 




Nella  tabella  ANALISI_DET,  ADECODINT  (varchar)  rappresenta  un’abbreviazione 
dell’analisi  effettuata;  ADEDEN  (varchar)  è  la  denominazione  dell’analisi  svolta; 
UOPCOD è chiave esterna alla tabella UNIOPER. 
Nella  tabella  UNIOPER,  il  campo  UOPDEN  (varchar)  rappresenta  la  descrizione 






SELECT anagrafe.ananome as Nome_azienda,  
         accettazione.accdataaccet as Data_accettazione, 
         anagrafe.loccod as ID_città, 
         anagrafe.tancod as ID_tipologia_azienda, 
         campioni.camcod as ID_campione, 
         motaccert.moaden as Motivo_accertamento,  
subaccert.suaden as Subaccertamento, 
        metodica.metden as Metodica, 
         analisi_det.adecodint as ID_analisi_effettuata, 
         esiti.esisin as Esito 
 
FROM   accettazione INNER JOIN campioni on (accettazione.acccod=campioni.acccod) 
       INNER JOIN anagrafe on (accettazione.anacod_prelievo=anagrafe.anacod) 
      INNER JOIN esami on (campioni.camcod=esami.camcod) 
       INNER JOIN motaccert on (esami.moacod=motaccert.moacod) 
       INNER JOIN subaccert ON (esami.suacod=subaccert.suacod) 
       INNER JOIN esiti on (esami.esacod=esiti.esacod) 
       INNER JOIN materiali on (campioni.matcod=materiali.matcod) 
        INNER JOIN analisi_det on (esami.adecod=analisi_det.adecod) 
        INNER JOIN metodica on (esami.metcod=metodica.metcod) 
INNER JOIN referti on (accettazione.acccod=referti.acccod) 
 
WHERE  accettazione.accdataaccet>='2012-10-01' AND accettazione.accdataaccet<='2012-12-31' 
  AND referti.refdatastampa is NOT NULL 
        AND anagrafe.tancod != 6      --Allevamento 
       AND analisi_det.adecodint LIKE 'M1%'     --analisi effettuata: Aflatossina% 
       AND analisi_det.uopcod=33      --PD chimica alimenti 
 
GROUP BY anagrafe.ananome,  
         accettazione.accdataaccet, 
        anagrafe.loccod, 
        anagrafe.tancod, 
         campioni.camcod, 
         motaccert.moaden,  
subaccert.suaden, 
        motodica.metden, 
         analisi_det.adecodint, 













PLAN SORT (JOIN (ACCETTAZIONE INDEX (ACC_IX_DATAACCET),     
REFERTI INDEX (REF_FK_ACC),  
ANAGRAFE INDEX (ANA_PK_COD),  
CAMPIONI INDEX (CAM_FK_ACC),  
MATERIALI INDEX (PK_MATERIALI),  
ESAMI INDEX (ESA_FK_CAM),  
ESITI INDEX (ESI_FK_ESA),  
ANALISI_DET INDEX (ADE_PK_COD),  
MOTACCERT INDEX (MOA_PF_COD),  
METODICA INDEX (MET_PK_COD),  













PLAN SORT (JOIN (ACCETTAZIONE INDEX (ACC_IX_DATAACCET),  
  REFERTI INDEX (REF_IX_ACCCOD), 
ANAGRAFE INDEX (ANA_PK_COD),   
CAMPIONI INDEX (CAM_FK_ACC),  
  ESAMI INDEX (ESA_FK_CAM), 
  ANALISI_DET INDEX (ADE_PK_COD)  
  MATERIALI INDEX (PK_MATERIALI),  
  MOTACCERT INDEX (MOA_PF_COD), 
SUBACCERT INDEX (SUA_PK_COD),   
  METODICA INDEX (MET_PK_COD),  










SELECT substring (accettazione.accdataaccet from 6 for 2) as Mese_Accettazione, 
unioper.uopden as Unità_Operativa_esecutrice, 
analisi_det.adeden as Analisi_effettuata, 
count (esiti.esicod) as Numero_esami 
 
FROM  accettazione INNER JOIN campioni on(campioni.acccod=accettazione.acccod) 
INNER JOIN esami on(campioni.camcod=esami.camcod) 
INNER JOIN esiti on (esami.esacod=esiti.esacod) 
INNER JOIN analisi_det on (esami.adecod=analisi_det.adecod) 
INNER JOIN unioper on (analisi_det.uopcod=unioper.uopcod) 
 
WHERE accettazione.accdataaccet>='01.01.2012' and accettazione.accdataaccet<='31.12.2012' 
AND  unioper.uopcod=12    --PD Microbiologia Alimentare 
AND (analisi_det.adeden like '%SALMONELLA%'   
          OR  analisi_det.adeden like '%LISTERIA MONO%') 
 
GROUP BY  substring (accettazione.accdataaccet from 6 for 2), 
unioper.uopden, 
   analisi_det.adeden 
 








PLAN SORT (JOIN (ACCETTAZIONE INDEX (ACC_IX_DATAACCET),  
CAMPIONI INDEX (CAM_FK_ACC),  
ESAMI INDEX (ESA_FK_CAM),  
ESITI INDEX (ESI_FK_ESA),  
ANALISI_DET INDEX (ADE_PK_COD),  





S i  è  p r o c e d u t o  r i o r d i n a n d o  i l  p i a n o  d i  a c c e s s o  a l l e  t a b e l l e  m e d iante  indici,  e  si  è 
ottenuto: 
 
PLAN SORT (JOIN (ACCETTAZIONE INDEX (ACC_IX_DATAACCET), 
          UNIOPER INDEX (UOP_PK_COD),   
          CAMPIONI INDEX (CAM_FK_ACC), 
          ESAMI INDEX (ESA_FK_CAM), 
          ESITI INDEX (ESI_FK_ESA), 











SELECT extract (year from accettazione.accdataaccet) as Anno,  
accettazione.acccodint as Codice_Unico_accettazione, 
motaccert.moaden as Motivo_accertamento, 
subaccert.suaden as Subaccertamento, 
unioper.uopden as Unità_Operativa_esecutrice, 
specie.speden as Specie, 
materiali.matden as Matrice, 
metodica.metden as Metodo, 
analisi_det.adeden as Tipo_Analisi, 
sottoanalisi.sanden as Sottoanalisi, 
campioni.camcod as Codice_campione, 
esiti.esicod as Codice_esito, 
esiti.esisin as Esito, 
esiti.esides as Valore 
 
FROM accettazione INNER JOIN campioni on (accettazione.acccod=campioni.acccod) 
                  INNER JOIN esami on (esami.camcod=campioni.camcod) 
                  INNER JOIN esiti on (esiti.esacod=esami.esacod) 
                  INNER JOIN sottoanalisi on (sottoanalisi.sancod=esiti.sancod) 
                  INNER JOIN anagrafe on (accettazione.anacod_prelievo=anagrafe.anacod) 
                  INNER JOIN analisi_det on (analisi_det.adecod=esami.adecod) 
                  INNER JOIN unioper on (analisi_det.uopcod=unioper.uopcod) 
                  INNER JOIN motaccert on (motaccert.moacod=esami.moacod) 
                  INNER JOIN subaccert on (subaccert.suacod=esami.suacod) 
                  INNER JOIN specie on (specie.specod=campioni.specod) 
                  INNER JOIN materiali on (materiali.matcod=campioni.matcod) 
                  INNER JOIN metodica on (metodica.metcod=esami.metcod) 
 
WHERE accettazione.accdataaccet>='2011-01-01' and accettazione.accdataaccet<='2011-12-31'  
  AND (specie.specod=624 OR specie.specod=613)     -- specie:  Cane e Bovino 
        AND analisi_det.adeden like 'LEPTO%'                       -- analisi effettuata: Leptospira 
        AND metodica.metden like 'MICROAGGL%'               -- tecnica di prova: Microagglutinazione 
       AND motaccert.moaden NOT LIKE '%RICERCA%'             


























PLAN SORT (JOIN (ACCETTAZIONE INDEX (ACC_IX_DATAACCET),  
ANAGRAFE INDEX (ANA_PK_COD),  
CAMPIONI INDEX (CAM_FK_ACC),  
SPECIE INDEX (PK_SPECIE),  
MATERIALI INDEX (PK_MATERIALI),  
ESAMI INDEX (ESA_FK_CAM),  
ESITI INDEX (ESI_FK_ESA),  
ANALISI_DET INDEX (ADE_PK_COD),  
SOTTOANALISI INDEX (SAN_PK_COD),  
UNIOPER INDEX (UOP_PK_COD),  
METODICA INDEX (MET_PK_COD),  
MOTACCERT INDEX (MOA_PF_COD),  






PLAN SORT (JOIN (ACCETTAZIONE INDEX (ACC_IX_DATAACCET), 
          SPECIE INDEX (PK_SPECIE), 
         CAMPIONI INDEX (CAM_FK_ACC), 
          ESAMI INDEX (ESA_FK_CAM), 
          ANALISI_DET INDEX (ADE_PK_COD), 
          METODICA INDEX (MET_PK_COD), 
         MOTACCERT INDEX (MOA_PF_COD), 
          SUBACCERT INDEX (SUA_PK_COD), 
         ANAGRAFE INDEX (ANA_PK_COD), 
          ESITI INDEX (ESI_FK_ESA), 
          MATERIALI INDEX (PK_MATERIALI), 
          SOTTOANALISI INDEX (SAN_PK_COD), 












Query  Tempo di esecuzione prima  Tempo di esecuzione dopo  Miglioramento percentuale 
Query 1  1 m  14 s   106 ms  0 m  05 s  072 ms  93,25% 
Query 2  9 m  25 s  831 ms  0 m  52 s  698 ms  90,70% 























Quando si esegue la query, il Query Optimizer analizza alcuni de i possib ili piani  di  
esecuzione dell’interrogazione e fornisce il piano che considera migliore. La maggior 
parte delle volte, però, questo piano di esecuzione è imperfetto e tocca agli utenti ed 
agli  amministratori  del  database  riscriverlo  per  migliorarlo  e  velocizzare,  quindi,  il 
tempo di risposta della query SQL. 
Abbiamo visto anche che ci sono più tecniche per ottimizzare le query: l’ottimizzazione 
algebrica,  che  di  solito  è  la  prima  che  viene  effettuata;  l’ottimizzazione  sintattica  e 
semantica; l’ottimizzazione euristica e l’ottimizzazione basata sui costi. 
Per velocizzare il tempo di risposta delle query, bisogna anche tener conto degli indici e 
dei join. Per quanto riguarda gli indici, le strutture più utilizzate sono quelle B+tree e i 
Bitmap. Per i  join esistono principalmente tre algoritmi: Nested Loop, Sort Merge e 
Simple‐Hash. 
Nelle query ottimizzate durante l’attività di stage all’IZSVe, si è notato che il Query 
Optimizer genera piani di esecuzione che non sono molto efficienti. Riscrivendo questi 
plan, si sono ottenuti dei miglioramenti, dal punto di vista del tempo, anche del 95%, 
ossia si è riusciti a passare da alcuni minuti di esecuzione della query a pochi secondi 
prima di ottenere i risultati richiesti. 
L’ottimizzazione, quindi, è parte fondamentale quando si fanno delle interrogazioni ai 
database in quanto permette di risparmiare notevoli quantità di tempo e risorse.  
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