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Obsahem te´to pra´ce je na´vrh a implementace rozsˇ´ıˇren´ı cˇa´sticove´ho syste´mu Particle Systems
API. Rozsˇ´ıˇren´ı poskytuje prostrˇedek, ktery´m lze rozdeˇlit 3D model definovany´ pomoc´ı okra-
jove´ reprezentace na cˇa´sti pomoc´ı rovin a prostrˇednictv´ım cˇa´sticove´ho syste´mu je vykreslit.
Protozˇe jsou cˇa´stice reprezentova´ny jako hmotne´ body, existuj´ıc´ı syste´m je rozsˇ´ıˇren take´
o mozˇnost jejich objemove´ reprezentace. Da´le je vytvorˇena jednoducha´ hra demonstruj´ıc´ı
toto rozsˇ´ıˇren´ı.
Abstract
The subject matter of this work is a concept and implementation of an extension of Particle
Systems API. The extension provides a means by which it is possible to split a 3D model
defined by its boundary representation into pieces with a geometric plane and render them
using the particle system being extended. Because all particles are represented as point mass,
the existing particle system is also extended to provide a way of representing its particles
by their volume. Furthermore, a simple game is created to demonstrate the extension.
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Cˇa´sticove´ syste´my jizˇ maj´ı svoji historii. Byly a jsou vyuzˇ´ıva´ny pro r˚uzne´ u´cˇely ve fy-
zika´ln´ıch simulac´ıch, vizualizaci ve veˇdecke´m prostrˇed´ı a prˇedevsˇ´ım v pocˇ´ıtacˇove´ grafice.
Jejich pouzˇit´ı je vhodne´ hlavneˇ tam, kde by bylo jinak obt´ızˇne´ pouzˇ´ıva´n´ı konvencˇn´ıch vy-
kreslovac´ıch technik. Mezi beˇzˇne´ vyuzˇit´ı tedy muzˇeme zarˇadit naprˇ´ıklad vytva´rˇen´ı efekt˚u
vy´buch˚u, kourˇe, tekouc´ı vody, padaj´ıc´ıch list˚u, r˚uzny´ch druh˚u pocˇas´ı, atd. Jako me´neˇ ty-
picky´ zp˚usob vyuzˇit´ı mu˚zˇeme uvazˇovat trˇeba simulace hejn zv´ıˇrat a nebo generova´n´ı bub-
linek v piveˇ.
Tato pra´ce se bude zaby´vat vyuzˇit´ım cˇa´sticovy´ch syste´mu˚ v pocˇ´ıtacˇovy´ch hra´ch za
u´cˇelem vytvorˇen´ı kvalitn´ıch graficky´ch efekt˚u. Bude vytvorˇeno rozsˇ´ıren´ı jizˇ existuj´ıc´ıho
syste´mu The Particle Systems API, ktery´ poskytuje vhodne´ prostrˇed´ı. Je dostatecˇneˇ jed-
noduche´ a za´rovenˇ velice vy´konne´.
Jako rozsˇ´ıren´ı bylo zvoleno velmi jednoduche´ rozbit´ı 3D modelu na mensˇ´ı kousky a jejich
na´sledna´ simulace a vykreslova´n´ı jako cˇa´sticove´ho syste´mu. Vznikle´ kusy umozˇn´ı svy´m
vzhledem a realisticky´m vzhledem prˇispeˇt k vysˇsˇ´ı u´rovni realisticˇnosti a take´ k lepsˇ´ımu
graficke´mu pozˇitku v pocˇ´ıtacˇovy´ch hra´ch.
Takto vytvorˇene´ rozsˇ´ıren´ı nebude plneˇ respektovat fyzika´ln´ı za´kony a vy´pocˇty nebudou
zcela prˇesne´.
Druha´ kapitola se bude zaby´vat cˇa´sticovy´mi syste´my a jejich vyuzˇit´ım. Ve trˇet´ı kapitole
bude mozˇne´ nale´zt principy zobraznovac´ıch technik ve 3D sce´neˇ, za´kladn´ı problematika
transformac´ı a projekce. Bude take´ nast´ıneˇna funkcˇnost graficke´ knihovny OpenGL. Cˇtvrta´




V te´to kapitole bude popsa´n vy´znam, cˇinnost a vyuzˇit´ı cˇa´stic a cˇa´sticovy´ch syste´mu˚ jako




Cˇa´stice jsou objekty reprezentovane´ r˚uzny´mi fyzika´ln´ımi velicˇinami. Za za´kladn´ı vlastnosti
cˇa´stic je povazˇova´na pozice, rychlost, zrychlen´ı a hmotnost. Dalˇs´ı d˚ulezˇitou vlastnost´ı je
reakce na vneˇjˇs´ı s´ıly. Jsou ovsˇem reprezentova´ny hmotny´mi body, to znamena´, zˇe nenesou
zˇa´dnou informaci o objemu.
Cˇa´sticovy´ syste´m
Cˇa´sticovy´ syste´m je zp˚usob modelova´n´ı fuzzy objekt˚u, jako jsou naprˇ´ıklad voda, ohenˇ,
vy´buchy, a jine´ [9]. Tyto objekty nemaj´ı definovany´ povrch (jsou to pouze hmotne´ body).
Od ”norma´ln´ıch“ objekt˚u se liˇs´ı v neˇkolika bodech. Fuzzy objekt, tedy ten, ktery´ je tvorˇen
cˇa´sticemi, nen´ı reprezentova´n mnozˇinou polygon˚u urcˇuj´ıc´ıch jeho povrch, ale skupinou
cˇa´stic vymezuj´ıc´ıch jeho objem. Cˇa´sticovy´ syste´m nen´ı staticka´ entita, nove´ cˇa´stice jsou dy-
namicky vytva´rˇeny, stare´ zanikaj´ı, a vsˇechny jako celek formuj´ı a pobyhuj´ı cely´m syste´mem.
Cˇa´sticovy´ syste´m nen´ı deterministicky´, jeho tvar nen´ı kompletneˇ definova´n. Cˇa´sticove´ sys-
te´my jsou prˇ´ıkladem stochasticke´ho procedura´ln´ıho modelova´n´ı.
Syste´m je obvykle slozˇen s v´ıce podsyste´mu˚, tj. skupin cˇa´stic maj´ıc´ıch odliˇsne´ vlastnosti,
naprˇ´ıklad p˚usobic´ı s´ıly, textury pouzˇite´ pro vykreslova´n´ı nebo cˇas, po ktery´ dany´ podsyste´m
prˇezˇ´ıva´ v cele´m syste´mu a take´, po ktery´ je renderova´n. Zˇivotn´ı cyklus cˇa´sticovy´ch syste´mu˚
lze rozdeˇlit do neˇkolika cˇa´st´ı, ktere´ budou popsa´ny v na´sleduj´ıc´ıch sekc´ıch.
Simulacˇn´ı fa´ze
Beˇhem simulacˇn´ı fa´ze je rozhodova´no o cele´m zˇivoteˇ vsˇech cˇa´stic v syste´mu. Jednotlive´
Cˇa´stice jsou vytva´rˇeny na za´kladeˇ rychlosti jejich vytva´rˇen´ı (spawning rate) a intervaly
mezi jednotlivy´mi aktualizacemi. Da´le se take´ aktualizuj´ı informace o pozic´ıch, rychlostech
a zrychlen´ıch, barva´ch, apod.
Existuj´ı dva zp˚usoby, jaky´mi cˇa´sticovy´ syste´m mu˚zˇe vznikat. Prvn´ım z nich je zp˚usob,
kdy cely´ syste´m vznikne najednou jako celek. Po celou dobu se v neˇm nacha´z´ı konstantn´ı
pocˇet cˇa´stic. Takovy´ syste´m jako celek i zanikne. Jeho pouzˇit´ı je prˇedevsˇ´ım v simulac´ıch, kdy
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prˇedem zna´me pocˇet entit v syste´mu (naprrˇ. n-body problem). Druhy´m zp˚usobem je vznik
cˇa´sticove´ho syste´mu dynamicky v cˇase. Tento typ je vhodny´ prˇedevsˇ´ım do pocˇ´ıtacˇovy´ch
her cˇi vizulizacˇn´ıch na´stroj˚u.
Simulace cˇa´stic ma´ neˇkolik fa´z´ı.
1. Vznik a za´nik cˇa´stic
Cˇa´stice v cele´m syste´mu se mohou vyskytovat bud’ permanentneˇ, nebo po omezeny´
cˇasovy´ u´sek. Z hlediska vy´konu simulace je prˇedem dany´ pocˇet cˇa´stic, ktere´ nezanikaj´ı,
velice vy´hodny´ a vy´pocˇetneˇ nena´rocˇny´. Tento prˇ´ıpad je ale vyuzˇ´ıva´n velmi zrˇ´ıdka,
protozˇe nema´ zdaleka takove´ mozˇnosti, jako syste´m dynamicky´.
2. Aktualizace rychlost´ı
Nejprve jsou vypocˇ´ıta´ny vesˇkere´ s´ıly ovlivnˇuj´ıc´ı zrychlen´ı cˇa´stic. Pomoc´ı teˇchto sil
je pote´ urcˇeno zrychlen´ı a to uda´va´ zmeˇnu rychlosti. Rychlost urcˇuje pozici cˇa´stic
v na´sleduj´ıc´ım cˇa´sove´m okamzˇiku (typicky sn´ımku).
Na´sleduj´ıc´ı diferencia´ln´ı rovnice shrnuje za´kladn´ı vy´voj cˇa´stice i v cˇase t, kdem uda´va´









Za´kladn´ımi silami, ktere´ se v cˇa´sticove´m syste´mu˚ vyskytuj´ı jsou gravitacˇn´ı a trˇec´ı s´ıla
fg = mg; ft = −kdv,
kde g je gravitacˇn´ı zrychlen´ı a k je koeficient trˇen´ı.
Slozˇiteˇjˇs´ı silou, ktera´ p˚usob´ı mezi neˇkolika cˇa´sticemi, mu˚zˇe by´t naprˇ´ıklad pruzˇnost
vyja´drˇena Hookovy´m za´konem.
3. Aktualizace cˇa´stic
V tomto kroce je zapouzdrˇena vsˇechna vy´sˇe popsana´ cˇinnost. Aktualizuj´ı se pozice
cˇa´stic, jejich zrychlen´ı a vypocˇ´ıtaj´ı se nove´ s´ıly, ktere´ na cˇa´stice p˚usob´ı. Pokud je
existence cˇa´stice podmı´neˇna kladnou hodnotou jej´ıho zˇivota, zjiˇst’uje se take´, zda
nen´ı roven nule. Podle zˇivota se take´ mu˚zˇe vypocˇ´ıtat naprˇ´ıklad nova´ hodnota barvy.
V neposledn´ı rˇadeˇ je proveden test koliz´ı, pokud ovsˇem nen´ı zcela zanedba´n.
Vykreslovac´ı fa´ze
U´cˇel vykreslovac´ı fa´ze zrˇejmeˇ nen´ı trˇeba vysveˇtlovat. Samotne´ simulace a vy´pocˇty s cˇa´sticemi
by nebyly to prave´, pokud bychom je nemohli peˇkneˇ vizualizovat. Zde je ale nutno po-
dotknout, zˇe prˇi velky´ch mnozˇstv´ıch cˇa´stic mu˚zˇe by´t vykreslova´n´ı slaby´m mı´stem cele´ho
programu. Proto je idea´ln´ı, kdyzˇ je vsˇechno renderova´n´ı prova´deˇno za pomoci GPU. Proce-
soru je pak ulehcˇeno a mu˚zˇe se veˇnovat cˇinnostem jako jsou fyzika´ln´ı vy´pocˇty. Vykreslova´c´ı
fa´ze nemus´ı beˇhem simulac´ı v˚ubec prob´ıhat.
4. Rˇazen´ı (volitelna´)
Rˇazen´ı cˇa´stic je nutne´, pokud jsou cˇa´stice vykreslova´ny pomoc´ı metody zvane´ blen-
ding. Korektn´ı vykreslova´n´ı pr˚uhledny´ch cˇa´stic v kombinaci s nepr˚uhledny´mi objekty
je velice komplexn´ı za´lezˇitost, a proto zde nebude uvedena. Informace o te´to proble-
matice lze nale´zt v [3].
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5. Prˇevod texturovac´ıch sourˇadnic na vertexy
Pokud jsou pouzˇity textury a cˇa´stice nen´ı vizualizova´na pouze jako jeden voxel, je
nutno namapovat sourˇadnice textury, poprˇ. textur, na povrch vykreslovane´ho teˇlesa.
Vı´ce o texturova´n´ı lze nale´zt v [6] a [12].
6. Renderovan´ı
Nakonec docha´z´ı po vsˇech vy´pocˇtech a prˇevodech texturovac´ıch sourˇadnic k vykreslen´ı
cele´ sce´ny – renderova´n´ı.
2.2 Vyuzˇit´ı cˇa´sticovy´ch syste´mu˚
Zde jsou uvedeny neˇktere´ vybrane´ cˇa´sticove´ syste´my a jejich vyuzˇit´ı.
N-body problem
N-body problem, v cˇesˇtineˇ proble´m N teˇles, je po stalet´ı povazˇova´n za jednu z nejveˇtsˇ´ıch
fyzika´ln´ıch vy´zev. Rˇesˇen´ı te´to u´lohy znamena´ urcˇit ze znalosti pocˇa´tecˇn´ıch podmı´nek a
za´kona vza´jemne´ho silove´ho p˚usoben´ı polohy a rychlosti teˇles v libovolne´m okamzˇiku. Jako
charakter vza´jemne´ho silove´ho p˚usoben´ı je obvykle povazˇova´n pohyb podle Newtonova
gravitacˇn´ıho za´kona [2].
Matematicky je proble´m N teleˇs popsa´n




|qk − qj |3 , j = 1, . . . , n (2.1)
kde m1,m2, . . . ,mn reprezentuje hmotnosti teˇles a q1, q2, . . . , qn znacˇ´ı funkce cˇasu uda´vaj´ıc´ı
pozici v trojrozmeˇrne´m prostoru.
Protozˇe je tento proble´m nerˇesˇitelny´ analyticky´mi metodami (pro n>3), vyuzˇ´ıva´ se
simulac´ı, ve ktery´ch se uplatnˇuj´ı cˇa´sticove´ syste´my a numericka´ integrace, pomoc´ı n´ızˇ
lze dosa´hnout vysoke´ prˇesnosti. V proble´mu N teˇles jsou velice d˚ulezˇita´ silova´ p˚usoben´ı
ostatn´ıch cˇa´stic, proto je nelze vypustit a ulehcˇit si tak vy´pocˇty tak, jak je to mozˇne´
u jiny´ch typ˚u cˇa´sticovy´ch syste´mu˚.
Tuha´ teˇlesa
Dynamika cˇa´stic je zalozˇena na newtonovske´ fyzice. Kdybychom chteˇli sledovat chova´n´ı
syste´mu cˇa´stic, pouzˇili bychom metody cˇa´stic zmı´neˇne´ drˇ´ıve. Existuje ale specia´ln´ı prˇ´ıpad,
kdy si vsˇechny cˇa´stice mezi sebou zachova´vaj´ı relativneˇ stejne´ vzda´lenosti i kdyzˇ se cˇa´sticovy´
syste´m jako celek pohybuje. Takovy´ typ cˇa´sticove´ho syste´m mu˚zˇeme nazvat tuhy´m teˇlesem
(angl. rigid body). Simulace tuhe´ho teˇlesa pomoc´ı cˇa´sticovy´ch syste´mu˚ nen´ı prˇ´ıliˇs typicka´.
Vytva´rˇen´ı implicitn´ıch ploch
Cˇa´sticove´ syste´my jsou take´ jednou z mozˇnost´ı, jak simulovat resp. vizualizovat vytva´rˇen´ı
implicitn´ıch ploch [11].
Generova´n´ı tra´vy a modelova´n´ı rostlin
Generova´n´ı rostlin jde prove´st r˚uzny´mi zp˚usoby, naprˇ´ıklad procedura´lneˇ, nebo pra´veˇ pomoc´ı
cˇa´sticovy´ch syste´mu˚ [9]. Na modelova´n´ı tra´vy se pouzˇije explozivn´ı typ cˇa´sticove´ho syste´mu
podobny´ cˇa´sticove´mu syste´mu pouzˇ´ıte´mu prˇi simulaci ohnˇostroje. Cˇa´stice ale nejsou vykres-
lova´ny pouze v diskre´tn´ıch okamzˇic´ıch jako u ohnˇostroj˚u, jsou vykreslova´ny po celou dobu
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jejich existence, tj. vykresluj´ı se po cele´ trajektorii jejich pohybu, cˇa´stice vykreslene´ na
stary´ch pozic´ıch z˚usta´vaj´ı. Za pozˇit´ı odst´ınu zelene´ vznikaj´ı jednotlive´ prouzˇky tra´vy. K vy-
tvorˇen´ı cely´ch travnaty´ch ploch se pouzˇije mnoho takovy´ch syste´mu˚ na´hodneˇ umı´steˇny´ch
na plosˇe a vza´jemneˇ se prˇekry´vaj´ıc´ıch.
Modelovat realisticke´ rostliny je kv˚uli jejich komplexnosti a vysoke´ mı´ˇre detailu velice
obt´ızˇne´. Kompletn´ı studie je uvedena v [10].
Exploze a ohnˇostroje
Typicky´m vyuzˇit´ım cˇa´sticovy´ch syste´mu jsou r˚uznorode´ pyrotechnicke´ efekty vyuzˇ´ıvane´
prˇedevsˇ´ım v pocˇ´ıtacˇovy´ch hra´ch. V teˇchto syste´mech se tedy klade d˚uraz na vzhled po vy-
kreslen´ı, neznamena´ to ale, zˇe by byla zanedba´va´na simulacˇn´ı fa´ze. Dobre´ exploze prˇida´vaj´ı
take´ jednoduchou detekci koliz´ı mezi cˇa´sticemi a objekty ve sce´neˇ, ktere´ nemaj´ı docˇasny´
charakter, naprˇ. zdmi nebo tere´nem.
Mraky
Modelova´n´ı mrak˚u je komplexn´ı za´lezˇitost´ı. Individua´ln´ı cˇa´stice nelze v tomto prˇ´ıpadeˇ ren-
derovat pouze jako ”barevne´ body“, je nutno je renderovat jako jednotlive´ objekty odra´zˇej´ıc´ı
sveˇtlo.
Mraky jsou komplexn´ı z neˇkolika d˚uvod˚u. Zaprve´, jejich tvar se neda´ prˇesneˇ popsat a
je za´visly´ na mnoho faktorech jako jsou smeˇr veˇtru, vlhkost, teplota, tere´n, apod. Jejich
vy´pocˇty vedou na parcia´ln´ı diferencia´ln´ı rovnice a rˇesen´ı teˇchto rovnic je velice vy´pocˇetneˇ
na´rocˇne´. Zadruhe´, mraky jsou slozˇite´, protozˇe na sebe mohou vrhat st´ın. Tato vlastnost je
d˚ulezˇita´ a mus´ı se dodrzˇet, aby mrak vypadal jako mrak. Posledn´ım d˚uvodem je fakt, zˇe je
na model mraku nutno pouzˇ´ıt obrovke´ho mnozˇstv´ı cˇa´stic a z toho plyne potrˇeba efektivn´ıho
algoritmu.
Protozˇe simulace mrak˚u pomoc´ı cˇa´sticovy´ch syste´mu˚ je velice na´rocˇna´ a nen´ı idea´ln´ı,
pouzˇ´ıvaj´ı se frakta´ln´ı metody.
Simulace kapalin a plyn˚u
Dalˇs´ım z typicky´ch vyuzˇit´ı cˇa´sticovy´ch syste´mu˚ je simulace kapalin a plyn˚u. Je velice po-
pula´rn´ım prostrˇedkem pro generova´n´ı realisticky vypadaj´ıc´ıch animac´ı exploz´ı, kourˇe, vody
a veˇc´ı prˇ´ıbuzny´ch. Existuje neˇkolik zp˚usob˚u, jak simulace prchavy´ch la´tek prova´deˇt, jed-
nou z nich je pouzˇ´ıt´ı zjednodusˇeny´ch Navier-Stokesovy´ch rovnic, popisuj´ıc´ıch proudeˇn´ı ne-
stlacˇitelny´ch newtonovsky´ch kapalin. V pocˇ´ıtacˇove´ grafice je tohoto druhu simulace vyuzˇ´ıva´no
v mnoha oborech. Extre´mneˇ cˇasoveˇ na´rocˇne´ vizualizace se prova´d´ı naprˇ´ıklad ve filmech. Ve
hra´ch se pouzˇ´ıvaj´ı zjednodusˇene´ verze schopne´ pracovat v rea´lne´m cˇase [1].
Vytva´rˇen´ı efekt˚u na textura´ch
Vyuzˇit´ı teˇchto efekt˚u je cˇisteˇ v pocˇ´ıtacˇovy´ch hra´ch. Pokud naprˇ´ıklad hlavn´ı hrdina ve hrˇe
zacˇne strˇ´ılet po sve´m neprˇ´ıteli, ktery´ stoj´ı prˇed zd´ı, a mine, ocˇeka´vany´ opticky´ vy´sledek jsou
nerovnosti na zdi. Tyto nerovnosti je mozˇne´ vytvorˇit pomoc´ı cˇa´sticovy´ch syste´mu˚. Kdyzˇ




Principy zobrazova´n´ı objekt˚u ve
3D sce´neˇ
Tato kapitola se bude zaby´vat obecny´mi principy, ktere´ jsou uplatneˇny prˇi zobrazova´n´ı ve
3D. Bude nast´ıneˇna za´kladn´ı problematika ty´kaj´ıc´ı se transformac´ı a projekce, na za´veˇr
bude popsa´no vykreslovana´ pomoc´ı graficke´ knihovny OpenGL.
a) b)
c) d)
Obra´zek 3.1: Transformace: a) posunut´ı, b) zmeˇna meˇr´ıtka, c) rotace, d) zkosen´ı
3.1 Transformace ve 3D
Transformace bod˚u popsany´ch v homogenn´ıch sourˇadnic´ıch jako P = (x, y, z, ω) mu˚zˇeme
cha´pat jako manipulace teˇmito body v prostoru. Pokud je potrˇeba tyto operace skla´dat,
za´lezˇ´ı na tom, v jake´m porˇad´ı jsou rˇazeny. Skla´da´n´ı transformac´ı se veˇnuje na´sleduj´ıc´ı sekce.
Vesˇkere´ transformace maj´ı take´ svoj´ı inverzn´ı formu, existuj´ı tedy jejich transformacˇn´ı ma-
tice, ktere´ zp˚usob´ı posun v opacˇne´m smeˇru, poprˇ. rotaci a jine´.
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Homogenn´ı sourˇadnice
Homogenn´ı sourˇadnice umozˇnˇuj´ı reprezentovat afinn´ı transformace pomoc´ı matic [12]. U-
mozˇnˇuj´ı se vsˇemi transformacemi pracovat jednotny´m zp˚usobem. Homogenn´ı sourˇadnice
vzniknou rozsˇ´ıˇren´ım p˚uvodn´ıho prostoru o jednu dimenzi. Sourˇadnice bodu lze vyja´drˇit











Sourˇadnice ω se nazy´va´ va´ha bodu a cˇasto se vol´ı 1.
Translace (posunut´ı)
Posunut´ı bodu o vektor ~p = [px, py, pz].
x′ = x+ px, y′ = y + py, z′ = z + pz (3.2)
Transformacˇn´ı matice pro posunut´ı bude vypadat takto:
[
x′, y′, z′, 1
]
= [x, y, z, 1] ·

1 0 0 0
0 1 0 0
0 0 1 0
px py pz 1
 (3.3)




1 0 0 0
0 1 0 0
0 0 1 0
−px −py −pz 1
 (3.4)
Scaling (zmeˇna meˇrˇ´ıtka)
Jedna´ se o vyna´soben´ı jedne´ nebo v´ıce sourˇadny´ch os konstantou.
S =

Sx 0 0 0
0 Sy 0 0
0 0 Sz 0







0 1Sy 0 0
0 0 1Sz 0
0 0 0 1
 (3.6)
Rotace
S rotacemi je to o neˇco obt´ızˇneˇjˇs´ı nezˇ to bylo v prˇ´ıpadeˇ posunut´ı cˇi zmeˇny meˇrˇ´ıtka. Mus´ı
se rozliˇsit, kolem ktere´ sourˇadne´ osy chceme dany´ bod ota´cˇet a podle toho sestrojit trans-
formacˇn´ı matici. Transformacˇn´ı matice Rx, Ry, Rz postupneˇ uda´vaj´ı smeˇr rotace kolem os
X, Y a Z o u´hel α. Podle zname´nka u´hlu se rozliˇsuje, ktery´m smeˇrem se bude rotovat. Kdyzˇ
je kladny´, otocˇen´ı se provede proti smeˇru hodinovy´ch rucˇicˇek, v opacˇne´m prˇ´ıpadeˇ v jejich




1 0 0 0
0 cos α sin α 0
0 −sin α cos α 0




cos α sin α 0 0
0 1 0 0
−sin α cos α 1 0




cos α sin α 0 0
−sin α cos α 0 0
0 0 1 0
0 0 0 1
 (3.9)
Shearing (zkosen´ı)
U zkosen´ı se mus´ı take´ rozliˇsovat, ve smeˇru ktery´ch sourˇadny´ch os ma´ zkosen´ı probeˇhnout,
podobneˇ jako tomu bylo u rotac´ı. Existuj´ı tedy transformacˇn´ı matice SXY , SY Z , SXZ pro
zkosen´ı ve smeˇrech XY , Y Z, XZ
SXY =

1 0 0 0
0 1 0 0
SX SY 1 0




1 SY SZ 0
0 1 0 0
0 0 1 0




1 0 0 0
SX 1 SZ 0
0 0 1 0
0 0 0 1
 (3.12)
3.2 Skla´da´n´ı transformac´ı
V praxi by na´m ovsˇem jednotlive´ transformace nestacˇily, je proto potrˇeba skla´dat je, to
znamena´ vytva´rˇet jejich posloupnosti. Takova´ posloupnost se pak da´ vyja´drˇit jednou matic´ı,
nazy´vanou obecna´, ktera´ vznikne vyna´soben´ım vsˇech d´ılcˇ´ıch matic. Takove´ na´soben´ı vsˇak
mus´ı by´t prova´deˇno z prave´ strany a v prˇesne´m porˇad´ı jednotlivy´ch transformac´ı.
Slozˇen´ı neˇkolika transformac´ı bude vhodne´ demonstrovat na prˇ´ıkladu. Prˇedpokla´dejme,
zˇe chceme vykreslit naprˇ´ıklad troju´heln´ık, ale da´le pozˇadujeme, aby byl zmensˇeny´ na po-
lovicˇn´ı velikost, otocˇeny´ ”vzh˚uru nohama“ a posunuty´ o 10 jednotek do prava. Obecny´
maticovy´ za´pis tedy bude
M =MI · T ′ ·R′ · S′ (3.13)
kde M je vy´sledna´ projekcˇn´ı matice, MI je jednotkova´ matice a T ′, R′ a S′ vyjadrˇuj´ı po
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rˇadeˇ posunut´ı, otocˇen´ı a zmeˇnu meˇrˇ´ıtka. Po dosazen´ı nasˇich konkre´tn´ıch hodnot dostaneme
MI =

1 0 0 0
0 1 0 0
0 0 1 0




1 0 0 0
0 1 0 0
0 0 1 0




cos 180 sin 180 0 0
−sin 180 cos 180 0 0
0 0 1 0




0.5 0 0 0
0 0.5 0 0
0 0 0.5 0
0 0 0 1
 (3.17)
Porˇad´ı je zde velice d˚ulezˇite´. Pokud bychom naprˇ´ıklad jako prvn´ı aplikovali operaci
zmeˇnu meˇrˇ´ıtka, na´sleduj´ıc´ı operace by pracovaly s polovicˇn´ımi hodnotami. To znamena´, zˇe
by se trojuheln´ık posunul o 5 jednotek a otocˇil o 90 stupnˇ˚u.
Kdybychom se da´le rozhodli, zˇe na´sˇ trojuheln´ık potrˇebujeme vykreslit na jeho p˚uvodn´ı
pozici, bylo by nutno operace aplikovat pomoc´ı inverzn´ıch matic, ale v opacˇne´m porˇad´ı.
M = S′−1 ·R′−1 · T ′−1 (3.18)
3.3 Projekce
Projekce je transformace realizuj´ıc´ı redukci dimenze 3D prostoru na 2D prostor prˇi za-
chova´n´ı parametr˚u pouzˇite´ho zobrazen´ı. Projekce prova´d´ı redukci dimenze prostoru v defi-
novane´m smeˇru (smeˇru pohledu), nejcˇasteˇji ve smeˇru osy -Z. Pracuje se s vrcholy projek-
tovany´ch objekt˚u a zachova´va´ se druh jejich reprezentace (vektorova´, rastrova´).
[4]
V podstateˇ se tedy jedna´ o zobrazen´ı (promı´ta´n´ı) bod˚u v prostoru do cˇa´sti roviny,
typicky jde o obde´ln´ık. Podle toho jaky´m zp˚usobem se promı´ta´n´ı bod˚u prova´d´ı rozliˇsujeme
dva typy projekce - paraleln´ı (rovnobeˇzˇna´) a perspektivn´ı (strˇedova´), ktere´ je mozˇno da´le´
deˇlit.
Paraleln´ı (rovnobeˇzˇna´) projekce je projekce zobrazuj´ıc´ı bod pomoc´ı rovnobeˇzˇny´ch
paprsk˚u. Zachova´va´n´ı velikosti objekt˚u ovsˇem nepoda´va´ dostatecˇneˇ rea´lny´ vjem, nepouzˇ´ıva´
se proto v aplikac´ıch zachycuj´ıc´ıch neˇjakou 3D sce´nu, ale naprˇ´ıklad v aplikac´ıch pro tvorbu
techicky´ch na´kres˚u. Proto se j´ı tato pra´ce nebude da´le zaby´vat.
Paraleln´ı projekci je mozˇne´ jesˇteˇ da´le deˇlit podle u´hlu, pod ktery´m dopadaj´ı paprsky
na pr˚umeˇtnu.
Perspektivn´ı (strˇedova´) projekce je nelinea´rn´ı neafinn´ı projekce, ktera´ zobrazuje
vrcholy promı´tany´ch objekt˚u prostrˇednictv´ım paprsk˚u prot´ınaj´ıc´ıch se v jednom bodu, ve
srˇtedu projekce. Strˇed projekce je za´rovenˇ veˇtˇsinou mı´stem pozice pozorovatele. Velikost
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pr˚umeˇt˚u objekt˚u je neprˇ´ımo u´meˇrneˇ za´visla´ na jejich vzda´lenosti od pr˚umeˇtny. Cˇı´m je objekt
bl´ıˇze pr˚umeˇtneˇ, t´ım je jeho obraz veˇtˇs´ı a naopak. Rovnobeˇzˇnost promı´tany´ch hran nen´ı v te´to
projekci zachova´na. [4]
Perspektiva je zde cha´pa´na jako prˇiblizˇna´ reprezentace objekt˚u videˇny´ch lidsky´m okem
na plosˇe (naprˇ. monitoru). Jej´ı vyuzˇit´ı se tedy v´ıce projev´ı v pocˇ´ıtacˇovy´ch hra´ch nebo
virtua´ln´ı realiteˇ.
Z velke´ho mnozˇstv´ı druh˚u perspektivn´ıch vykreslova´n´ı jsou nejbeˇzˇneˇji pouzˇ´ıvana´ jedno,
dvou a trˇ´ıbodova´ projekce. Na´zvy napov´ıdaj´ı kolik bylo pouzˇito bod˚u (angl. vanishing
point), do ktery´ch se paprsky sb´ıhaj´ı.
3.4 Pohledovy´ objem
Pohledovy´ objem je cˇa´st 3D prostoru, obsahuje zobrazovane´ (viditelne´) objekty. Pohledovy´
objem je ohranicˇen okraji okna protazˇeny´mi do prostoru do tvaru hranolu (prˇi paraleln´ı
projekci) nebo komole´ho jehlanu (prˇi perspektivn´ı projekci). Ve smeˇru pohledu je objem
uzavrˇen prˇedn´ı a zadn´ı orˇeza´vac´ı plochou. [4]
Zjednodusˇeneˇ rˇecˇeno, pohledovy´ objem (angl. frustrum) tedy definuje, co jsme zrovna
schopni ve sce´neˇ videˇt. T´ım je take´ jednoznacˇneˇ urcˇeno, co videˇt nen´ı, a proto je d˚ulezˇity´
i z hlediska vy´konu. Objekty mimo vymezeny´ prostor nebo objekty viditelne´ pouze z cˇa´sti









Obra´zek 3.2: Projekce: a) paraleln´ı projekce, b) perspektivn´ı projekce
3.5 OpenGL
OpenGL (Open Graphics Library) je multiplatformn´ı knihovna, podporuj´ıc´ı hardwarovou
akceleraci a 3D API na n´ızke´ u´rovni. Je neza´visla´ na hardwaru a neposkytuje prostrˇedky pro
popis model˚u trojrozmeˇrny´ch objekt˚u. Takove´ entity je potrˇeba vykreslit pomoc´ı graficky´ch
primitiv - bod˚u, u´secˇek a polygon˚u. Vı´ce informac´ı ohledneˇ OpenGL lze nale´zt v [6].
Vykreslova´n´ı v OpenGL prob´ıha´ jako se´rie navza´jem propojeny´ch operac´ı, ktera´ se
nazy´va´ vykreslovac´ı rˇeteˇzec (angl. rendering pipeline). Vykreslovac´ı rˇeteˇzec je zna´zorneˇn na
obra´zku 3.3. Data nesouc´ı informaci o geometrii – body, u´secˇky a polygony 1 – je potrˇeba
1Soucˇa´st´ı OpenGL je rozsˇ´ıˇren´ı GLU, pomoc´ı ktere´ho je mozˇne´ vykreslovat i slozˇiteˇjˇs´ı entity, jako jsou
naprˇ´ıklad koule nebo elipsy cˇi jejich cˇa´sti
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zpracovat jinak, nezˇ data pixel˚u (bitmapy, obra´zky, nebo samotne´ pixely). Oba druhy
vstupn´ıch dat pote´ procha´z´ı rˇeteˇzcem, jsou zpracova´ny, sloucˇeny a zapsa´ny do framebu-
fferu. OpenGL mu˚zˇe take´ obsah framebufferu poskytnout aplikaci (viz prˇerusˇovane´ linky
v obra´zku 3.3).
Display Lists
Display list je sekvence OpenGL prˇ´ıkaz˚u ulozˇeny´ch pro pozdeˇjˇs´ı nebo okamzˇite´ pouzˇit´ı.
Vsˇechna data, geometrie a obrazova´ data mohou by´t v teˇchto sekvenc´ıch ulozeˇna.
Evaluators
Evalua´tory poskytuj´ı metodu, ktera´ odvozuje body plochy vznikle´ z kontroln´ıch bod˚u po-
moc´ı metody polynomia´ln´ıho mapova´n´ı.
Primitive assembly
Odstranˇova´n´ı teˇch cˇa´st´ı geometrie, ktere´ zrovna nejsou ve sce´neˇ viditelne´. V te´to cˇa´sti je
take´ prova´deˇno odstranˇova´n´ı odvra´ceny´ch polygon˚u (angl. culling).
Pixel Operations
Nacˇ´ıta´n´ı pixel˚u z pameˇti a rozbalen´ı z r˚uzny´ch forma´t˚u do spra´vne´ho pocˇtu komponent.
Aplikace zmeˇny meˇrˇ´ıtka a zpracova´n´ı pixelovou mapou. Vy´sledek je sloucˇen a posla´n da´le
do rasterizacˇn´ı cˇa´sti, nebo zapsa´n do texturovac´ı pameˇti.
Texture Assembly
V te´to cˇa´sti se prova´d´ı r˚uzne´ operace nad texturami, jako je mipmapping, multitexturing,
apod. Textury jsou v idea´ln´ım prˇ´ıpadeˇ posla´ny rovnou do graficke´ karty, v tom horsˇ´ım pak
ulozˇeny do syste´move´ pameˇti, odkud jsou pos´ıla´ny do graficke´ho akcelera´toru prˇi vykres-
lova´n´ı.
Rasterization
Rasterizace je prˇemeˇna geometricky´ch i obrazovy´ch dat do fragment˚u. Kazˇda´ cˇa´st frag-
mentu odpov´ıda´ pixelu ve frame bufferu.
Fragment Operations
V prˇ´ıpadeˇ, zˇe je povoleno texturova´n´ı, je pro kazˇdy´ fragment vygenerova´n jeden pixel
nazy´vany´ texel. Ten je pak na fragment aplikova´n. Spolu se samotny´m texelem je gene-
rova´na take´ jeho barva.
Frame buffer
Vy´stup vsˇech operac´ı se nakonec dostane do frame bufferu, ktery´ se skla´da´ z neˇkolika
samostatny´ch buffer˚u - color buffer, Z-buffer, stencil buffer a accumulation buffer. Ve frame
bufferu jsou ulozˇeny fragmenty, ktere´ prˇedstavuj´ı pr˚urˇez vsˇemi buffery.
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V te´to kapitole bude popsa´n zp˚usob, jaky´m bude navrhnut a implementova´n syste´m zmı´neˇny´
vy´sˇe. Budou objasneˇny principy deˇlen´ı objektu na mensˇ´ı cˇa´sti, jejich integrace do hry. Na-
konec bude popsa´na implementace hry a jej´ıch jednotlivy´ch subsyste´mu˚.
4.1 Na´stroje pro tvorbu programu
Jako programovac´ı jazyk pouzˇity´ pro implementaci tohoto projektu bude pouzˇito C++.
Tento jazyk se prˇ´ımo nab´ız´ı, protozˇe je velice rozsˇ´ıˇren v oblasti vy´voje pocˇ´ıtacˇovy´ch her a
jeho vlastnost´ı je podpora objektoveˇ orientovane´ho programova´n´ı.
Za´kladn´ı funkcˇnost cˇa´sticovy´ch syste´mu bude vytvorˇena pomoc´ı Partice Systems API.
To patrˇ´ı mezi jeden z ma´la samostatny´ch syste´mu˚, ktery´ v sobeˇ neobsahuje dalˇs´ı funkcˇnost
nav´ıc (naprˇ. cely´ hern´ı engine), ktera´ by pro tvorbu rozsˇ´ıˇren´ı mohla by´t matouc´ı a zbytecˇna´.
Bylo take´ oceneˇno jako ”pravdeˇpodovneˇ nejlepsˇ´ı na´stroj pro pozna´va´n´ı a vytva´rˇen´ı cˇa´sticovy´ch
syste´mu˚“. Mozˇne´ alternativy jsou uvedeny v dodatku B.
Vizualizacˇn´ı cˇa´st bude tvorˇena za pomoci OpenGL knihoven. Jej´ı funkcˇnost je ve veˇtsˇ´ım
detailu popsa´na v sekci 3.5, podrobneˇ pak v [6].
Dalˇs´ı soucˇa´st´ı implementace byly kompila´tor GCC a podp˚urne´ programy jako detektor
chyb prˇi pra´ci s pameˇt´ı valgrind a GNU profiler.
4.2 Rozsˇ´ıˇren´ı syste´mu Particle Systems API
Mozˇnosti syste´mu Particle Systems API
Acˇkoliv se nejedna´ o kompletn´ı fyzika´ln´ı engine, funkcˇnost tohoto API je dostacˇuj´ıc´ı pro
strˇedneˇ slozˇite´ fyzika´ln´ı operace a je uzˇitecˇne´ pro za´kladn´ı animacˇn´ı software nebo naprˇ´ıklad
sporˇicˇe obrazovky. Je take´ vhodne´ pro integraci ve hra´ch, prˇedevsˇ´ım d´ıky jeho jednodu-
chosti. Funkcˇnost Particle Systems API je mozˇne´ rozdeˇlit do neˇkolik kategori´ı.
Seznamy akc´ı, nebo-li action lists, jsou posloupnosti akc´ı, ktere´ je mozˇne´ ulozˇit pro pozdeˇjˇs´ı
pouzˇit´ı. Obdoba pro vykreslova´n´ı jsou display lists v OpenGL. Seznamy akc´ı je mozˇne´
prˇida´vat, odstranˇovat a volat.
Do te´to kategorie se take´ rˇa´d´ı prˇ´ıkaz pro nastaven´ı cˇasove´ho kroku. Systems API pouzˇ´ıva´
diskre´tn´ı aproximaci cˇasu pro vsˇechny svoje akce. To znamena´, zˇe akce jsou na cˇa´stice
aplikova´ny instantneˇ v urcˇite´m cˇase a po kra´tke´m akumulovane´m cˇasove´m itervalu dt.
Cˇas se pote´ posune pra´veˇ o tento interval. Tato metoda je standardem te´meˇrˇ pro vsˇechny
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simulace v cˇase. Za´vislost cˇasove´ho kroku na fps (frames per second, pocˇet sn´ımk˚u za





Cˇasovy´ krok dt je implicitneˇ nastaven na 1.0, tzn. akce nad syste´my jsou prova´deˇny prˇi
kazˇde´m sn´ımku. 1
Akce kontext˚u umozˇnˇuj´ı definovat chova´n´ı cˇa´sticovy´ch syste´mu˚ a take´ vytva´rˇet cˇa´stice
r˚uzny´m zp˚usobem– generovat v cˇasovy´ch intervalech nebo instantneˇ. V syste´mu je podpo-
rova´no relativneˇ velke´ mnozˇstv´ı typ˚u chova´n´ı cˇa´stic a cˇa´sticovy´ch syste´mu˚. K za´kladn´ım
pozˇadavk˚um patrˇ´ı nastaven´ı a aplikace gravitace, prˇ´ımy´ a rotacˇn´ı pohyb, nastaven´ı rychlost´ı
a zrychlen´ı, odstraneˇn´ı cˇa´stic prˇi prˇekrocˇen´ı urcˇite´ hranice a dalˇs´ı. Z pokrocˇilejˇs´ıch funkc´ı
lze jmenovat naprˇ´ıklad nastaven´ı odporu prostrˇed´ı, ktery´ je aplikova´n prˇi pohybu, definice
explozivn´ıch sil aplikovany´ch na cˇa´stice smeˇrem od strˇedu exploze, odra´zˇen´ı cˇa´stic od de-
finovany´ch primitiv (koule, rovina, kuzˇel, kva´dr, aj.) nebo aplikace sil, ktere´ syste´m cˇa´stic
formuj´ı do tvaru v´ıru. Uvedene´ akce nejsou kompletn´ı. Vy´cˇet vsˇech akc´ı a jejich strucˇny´
popis lze nale´zt v dokumentaci [7].
Ostatn´ı akce nad syste´my a jejich skupinami. Kop´ırova´n´ı cˇa´stic, nastavova´n´ı callback funkc´ı,
ktere´ se volaj´ı prˇi vzniku a za´niku cˇa´stic, operace se skupinami, prˇ´ıstup k cˇa´stic´ım a dalˇs´ı.
Sˇteˇpic´ı syste´m
Sˇteˇpic´ı syste´m je prvn´ı cˇa´st´ı rozsˇ´ıˇren´ı syste´mu Particle Systems API. Jeho u´kolem je zajistit
rozdeˇlen´ı modelu na mensˇ´ı kousky a jejich spra´va. Ja´drem cele´ho steˇpic´ıho syste´mu je
trˇ´ıda s na´zvem CModelSplitter. Ta se stara´ o udrzˇova´n´ı informaci o modelu, ktery´ se ma´
rozsˇteˇpit, a o vsˇech cˇa´stech vznikly´ch jako vy´sledek operace Split, nebo-li sˇteˇpen´ı. To se
prova´d´ı pomoc´ı roviny zadane´ v obecne´m tvaru.
V na´sleduj´ıc´ıch mechanismech je cˇasto potrˇeba prova´deˇt testy na shodu dvou bod˚u, tj.
jestli maj´ı oba body v prostoru totozˇne´ sourˇadnice. Protozˇe byl k jejich reprezentaci pouzˇit
datovy´ typ float2, nen´ı mozˇne´ vzhledem k neprˇesnostem, ktery´ch se dopousˇt´ı procesor prˇi
vy´pocˇtech, testovat jejich shodnost pomoc´ı opera´toru ==, ale pouzˇ´ıva´ se intervalu o jiste´
neprˇesnosti. V prˇ´ıpadeˇ te´to pra´ce se vyuzˇ´ıva´ hodnoty 0.001, k n´ızˇ bylo dospeˇno pokusy.
Jedna´ se o neprˇesnost pomeˇrneˇ velkou, bohuzˇel se n´ı vsˇak nelze vyhnout. Jej´ı pouzˇit´ı si
nejsp´ıˇse vynutilo to, zˇe jeden z model˚u je obrovsky´ a asi ne zcela perfektn´ı. Pro zaj´ımavost:
jedna´ se o model hra´cˇovi lodi a musel by´t 11000× zmensˇen.
Nejd˚ulezˇiteˇjˇs´ımi cˇa´stmi rozb´ıjec´ıho mechanismu jsou rovina zadana´ v obecne´m tvaru a
datova´ struktura popisuj´ıc´ı hranicˇn´ı reprezentaci 3D modelu, tedy vektor obsahuj´ıc´ı vsˇechny
troju´heln´ıky. U kazˇde´ho bodu troju´heln´ıku (vertexu) je informace o jeho pozici v prostoru,
texturovac´ıch sourˇadnic´ıch na´lezˇ´ıc´ıch dane´mu bodu a sourˇadnice norma´love´ho vektoru.
Aby bylo mozˇne´ troju´heln´ık rozdeˇlit pomoc´ı roviny, je nutno vypocˇ´ıtat pr˚usecˇ´ıky dane´
roviny a u´secˇek tvorˇeny´ch mezi kazˇdy´mi dveˇma body tohoto troju´heln´ıku. Jednoduchy´
algoritmus se da´ tedy vyja´drˇit takto:
1. zjisti vza´jemnou pozici dvou bod˚u na u´secˇce
















Obra´zek 4.1: Pr˚unik prˇ´ımky a roviny
3. zjisti pomeˇr u dvou po rˇezu vznikly´ch u´secˇek
4. pokud je u rovno 0, rovina protla u´secˇku v koncove´m bodeˇ
5. pokud je u v intervalu od 0 do 1, vypocˇti nove´ sourˇadnice
Rovina je zada´na v obecne´m tvaru
Ax+By + Cz +D = 0, (4.1)
kde ~n = (A,B,C) uda´va´ sourˇadnice norma´love´ho vektoru roviny, pomoc´ı ktere´ho se da´
zjistit vza´jemna´ poloha z bodu 1. Bod lezˇ´ı na kladne´ cˇa´sti poloprostoru (ta cˇa´st, kam
smeˇrˇuje norma´lovy´ vektor), pokud plat´ı, zˇe
~n · ~p ≥ −D, (4.2)
kde ~n je norma´lovy´ vektor roviny a ~p je vektor uda´vaj´ıc´ı pozici bodu.
Pokud jsou tedy oba body na jine´ straneˇ roviny, ma´ smysl da´le pocˇ´ıtat jej´ı pr˚usecˇ´ık
s u´secˇkou jimi tvorˇenou, jak je tomu v kroku 3. Pomeˇrna´ vzda´lenost u je spocˇtena jako
u =
A · lax +B · lay + C · laz
A · (lax − lbx) +B · (lay − lby) + C · (laz − lbz)
(4.3)
a plat´ı, zˇe u ∈ (0, 1). Graficky je to zna´zorneˇno na obra´zku 4.1.
T´ımto bylo dosazˇeno vypocˇten´ı pomeˇrne´ vzda´lenosti. Vy´sledkem rˇezu jsou ale dva nove´
body 3, jejichzˇ nove´ sourˇadnice, texturovac´ı sourˇadnice a norma´ly mus´ı by´t vypocˇteny.
~pnew = la + (lb − la) · u (4.4)
3protnut´ı pouze jednoho bodu znamena´ take´ dva body, jsou ale identicke´
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Texturovac´ı sourˇadnice jsou vypocˇ´ıta´ny naprosto stejneˇ, pouze se mı´sto sourˇadnic bod˚u la a
lb pouzˇ´ıj´ı texturovac´ı sourˇadnice v teˇchto bodech. Jelikozˇ se norma´love´ vektory ve vertexech
nikde nevyuzˇ´ıvaj´ı, jsou nastaveny na hodnotu -1 a da´le se s nimi nepracuje. Kdybychom vsˇak
chteˇli pozdeˇji do programu dodat naprˇ´ıklad vy´pocˇty osveˇtlen´ı, byly by norma´ly potrˇeba.
Osveˇtlen´ı bylo z implementace vypusˇteˇno kv˚uli komplexnosti sce´ny.
V te´to chv´ıli jsou k dispozici dva polygony vznikle´ po pr˚urˇezu (mu˚zˇe doj´ıt ke vzniku dvou
troju´heln´ık˚u, ale i jednoho troju´heln´ıku a jednoho cˇtyrˇu´heln´ıku, viz obr. 4.2). Oba se zarˇad´ı
na spra´vnou stranu poloprostoru. Tato metoda je pak systematicky pouzˇita na vsˇechny
troju´heln´ıky a t´ım je doc´ıleno, zˇe byl model ”rozp˚ulen“. Jako vedlejˇs´ı vy´stup vznikne vek-
tor u´secˇek (dva body pr˚urˇezu vzˇdy tvorˇ´ı jednu u´secˇku), ktere´ jsou da´le pouzˇity na vytvorˇen´ı
polygonu zakry´vaj´ıc´ıho jinak duty´ vnitrˇek modelu.
Vytvorˇen´ı polygonu pro zakryt´ı vnitrˇku cˇa´st´ı modelu
Pote´, co se provede jedno nebo neˇkolik rozrˇ´ıznut´ı zvolene´ho modelu rovinou, vzniknou cˇa´sti,
do ktery´ch ”je videˇt“. To je da´no t´ım, zˇe je model reprezenova´n pouze jeho ohranicˇen´ım,
tedy dalo by se rˇ´ıct pla´sˇteˇm. Kdyzˇ ale naprˇ´ıklad ve hrˇe sestrˇel´ıme letadlo, jeho pra´zdnost
uvnitrˇ a fakt, zˇe je videˇt na venkovn´ı pla´sˇt’ zevnitrˇ, p˚usob´ı velice rusˇiveˇ. Byl proto vytvorˇen
jednoduchy´ algoritmus staraj´ıc´ı se o vytvorˇen´ı polygonu nav´ıc. Tento polygon je prˇilozˇen
na pr˚urˇez a tak vnitrˇek modelu uzavrˇe.
Kdyzˇ prob´ıha´ rozrˇeza´va´n´ı polygon˚u, vznika´ soucˇasneˇ jako vedlejˇs´ı produkt seznam
u´secˇek. Ty jsou pozdeˇji pouzˇity pro spra´vne´ urcˇen´ı obvodu polygonu, viz da´le. Na´sleduj´ıc´ı
algoritmus vytva´rˇ´ı z teˇchto u´secˇek polygony na uzavrˇen´ı modelu po pr˚urˇezu.
dokud seznam s u´secˇkami nenı´ pra´zdny´ {
prvnı´ = prvnı´ bod prvnı´ u´secˇky v seznamu
aktua´lnı´ = prvnı´ + 1<<16
vytvorˇ novy´ polygon
dokud se nerovnajı´ prvnı´ a aktua´lnı´ {
pokud se jde poprve´, aktua´lnı´ = prvnı´
cyklus prˇes vsˇechny u´secˇky {
pokud se rovna bod 1 u´secˇky {
aktua´lnı´ = bod 2
smazˇ u´secˇku
prˇidej bod 1 do polygonu
}
pokud se rovna bod 2 u´secˇky {
aktua´lnı´ = bod 1
smazˇ u´secˇku




prˇidej vy´sledny´ polygon k cˇa´sti modelu
}
Po pr˚urˇezu nejsou body serˇazeny spra´vneˇ po obvodu, a proto je nelze spra´vneˇ vykreslit.
Pokazˇde´ kdyzˇ je rovinou rozdeˇlen troju´heln´ık, vznikaj´ı dva body (pokud jej rovina rozdeˇl´ı
v jednom z bod˚u, jsou za vy´sledek povazˇova´ny dva body se shodny´mi sourˇadnicemi). Nelze
ovsˇem zajistit jejich spra´vne´ porˇad´ı, protozˇe nen´ı zrˇejme´, v jake´m porˇad´ı jsou procha´zeny
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troju´heln´ıky prˇi rozdeˇlova´n´ı. Je tedy nutne´ uchova´vat informaci o na´vaznosti. K tomuto
u´cˇelu jsou vznikle´ dva body ulozˇeny do abstraktn´ıho datove´ho typu u´secˇka. Seznam u´secˇek
nen´ı sice take´ serˇazen, vzˇdy ale existuj´ı dveˇ u´secˇky sd´ılej´ıc´ı bod se shodny´mi sourˇadnicemi.
Tento shodny´ bod je kl´ıcˇovy´ pro urcˇen´ı na´vaznosti jednotlivy´ch u´secˇek a tedy i spra´vne´
serˇazen´ı.
Pokud by dosˇlo k rozdeˇlen´ı modelu rovinou, jehozˇ vy´sledkem je v´ıce nezˇ jeden polygon
na pr˚urˇezu, mus´ı se spra´vneˇ rozliˇsit vsˇechny ”obvody“ a pro kazˇdy´ vytvorˇit jeden polygon.
Ocˇeka´vany´ vy´sledek lze videˇt na obra´zku 4.4.
Prˇedpokla´da´ se, zˇe vy´sledne´ polygony nebudou konvexn´ı, protozˇe ani model nemus´ı







nedojde k vytouzˇene´mu vy´sledku. Takto vykresovany´ polygon nen´ı vykreslen spra´vneˇ, proto
je prˇi jeho vykreslova´n´ı nutno pouzˇ´ıt GLUtesselator – vestaveˇnou strukturu z pomocne´
knihovny GLU, ktera´ zajist´ı rozcˇleneˇn´ı polygonu na troju´heln´ıky a na´sledne´ vykreslen´ı.
Proble´m nekonvexnosti
Model je tvorˇen troju´heln´ıky. Protozˇe je troju´heln´ık konvexn´ı u´tvar, po jeho rozdeˇlen´ı ro-
vinou vzniknou dva u´tvary, ktere´ jsou take´ kovexn´ı (obr. 4.2 b). Pokud deˇl´ıme da´le´, cozˇ
je samozrˇejmeˇ mozˇne´, vznikaj´ı konvexn´ı cˇtyrˇu´heln´ıky. Konvexnost zarucˇuje, zˇe prˇi rˇezu
rovinou nebude docha´zet k neprˇesnostem u vznikly´ch cˇa´st´ı.
Ovsˇem zarucˇit konvexnost cele´ho 3D modelu je te´meˇrˇ nemozˇne´, pokud tedy pomineme
velice jednoduche´ modely typy krychle, koule, apod. Prˇi pr˚urˇezech nekonvexn´ıch model˚u
budou vznikat neprˇesnosti takove´ho charakteru, jak je zna´zorneˇno na obra´zku 4.2 a. Po
rˇezu rovinou (naznacˇena jako prˇerusˇovana´ cˇa´ra) vzniknou z p˚uvodn´ıho objektu dva nove´.
Jak je jisteˇ c´ıtit, objekt O2 byl meˇl by´t jesˇteˇ rozdeˇleˇn na dalˇs´ı dva objekty a vy´sledek by
tedy meˇly by´t objekty celkem trˇi. Nen´ı tomu ale tak. Tento fakt je vsˇak v pra´ci zanedba´n
z d˚uvodu prˇ´ıliˇsne´ komplexnosti problematiky deˇlen´ı 3D objekt˚u na cˇa´sti. Ve velke´m detailu
a s ohledem na fyzika´ln´ı prˇesnost je tato problematika popsa´na v [8].
PartsSystem
Druha´ cˇa´st rozsˇ´ıˇren´ı je specializova´na na cˇa´sticovy´ syste´m, ktery´ je rozsˇ´ıˇren o neˇkolik funkc´ı
potrˇebny´ch prˇedevsˇ´ım k vykreslen´ı rozdeˇlene´ho modelu. Je rozdeˇlena do neˇkolika trˇ´ıd.
ParticleSystem je nadstavba na funkcˇnost´ı Particle Systems API. Umozˇnˇuje pracovat se
skupinami cˇa´stic jako s celkem, rozdeˇlova´n´ı skupin do podskupin pro veˇtsˇ´ı dynamicˇnost
a zajiˇst’uje vykreslova´n´ı a pohyb vsˇech skupin. Da´le je mozˇne´ skupina´m definovat textury
nebo tvary. Implicitneˇ jsou za´kladn´ı cˇa´stice v te´to trˇ´ıdeˇ vykreslova´ny jako texturovane´
cˇtverce, pro veˇtsˇ´ı rozmanitost lze vsˇak pomoc´ı tvaru lze definovat jaky´koliv cˇtyrˇu´heln´ık.
PartsSystem je rozsˇ´ıˇren´ı ParticleSystem. Obsahuje dveˇ cˇa´sti. Prvn´ı je zdeˇdeˇna´ od trˇ´ıdy
ParticleSystem a prˇedstavuje prˇedevsˇ´ım fyzika´ln´ı funkcˇnost. Druhou cˇa´st tvorˇ´ı syste´m,
ktery´ zajiˇst’uje vykreslova´n´ı cˇa´st´ı modelu.
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a) b)
Obra´zek 4.2: a) Rozrˇ´ıznut´ı nekonvexn´ıho teˇlesa rovinou, b) rozrˇ´ıznut´ı troju´heln´ıku
Protozˇe jsou cˇa´stice v prostoru reprezentova´ny pouze jako body a cˇa´sti modelu jako
prostorove´ u´tvary, je potrˇeba zvolit vhodnou metodu pro jejich vykreslen´ı. Nab´ız´ı se ma-
povat pozici cˇa´stic na pomyslny´ strˇed rozbity´ch cˇa´st´ı. Slozˇky sourˇadnic pomyslne´ho strˇedu
jsou vypocˇ´ıtany jako aritmeticke´ pr˚umeˇry slozˇek vsˇech bod˚u tvorˇ´ıc´ıch jednotlive´ rozdeˇlene´
cˇa´sti modelu.
Soucˇa´st´ı funkcˇnosti te´to trˇ´ıdy jsou take´ struktury pro ukla´da´n´ı informac´ı o modelu
(aby bylo mozˇne´ na rozbite´ kousky mapovat spra´vnou texturu a vykreslovat je v od-
pov´ıdaj´ıc´ım meˇrˇ´ıtku) a ukla´da´n´ı geometrie jednotlivy´ch kus˚u. Jako posledn´ı je zde syste´m,
ktery´ v urcˇity´ch intervalech vypousˇt´ı z let´ıc´ıch kus˚u obla´cˇky kourˇe.
4.3 Demostracˇn´ı hra
Pokud cˇtena´rˇ patrˇ´ı mezi hra´cˇe, kterˇ´ı si ra´di zahra´li takovou legendu, jako byl Raptor, jisteˇ
jim demonstracˇn´ı hra nebude ciz´ı. Samozrˇejmeˇ se s takovy´m titulem nemu˚zˇe rovnat, slouzˇil
ale jako insiprace. Pro inspiraci take´ poslouzˇila noveˇjˇs´ı verze ”typicke´“ vesmı´rne´ strˇ´ılecˇky –
Astromenace.
Hra nese vy´stizˇny´ na´zev Particle Fighter a v na´sleduj´ıc´ıch sekc´ıch budou popsa´ny detaily
implementace.
4.4 Manazˇery
Manazˇery jsou trˇ´ıdy umozˇnˇuj´ıc´ı jednoduchou spra´vu a ovla´da´n´ı jim prˇiˇrazeny´ch entit.
Manazˇer model˚u
Spra´vce model˚u je vyuzˇit pouze na prˇida´va´n´ı, odeb´ıra´n´ı a prˇ´ıstup k jednotlivy´m model˚um
ve hrˇe. Zˇa´dne´ slozˇiteˇjˇs´ı funkce se v neˇm neprova´d´ı.
Manazˇer objekt˚u
Objekt je vsˇe, co nen´ı cˇa´sticovy´ syste´m. Za objekt jsou povazˇova´ny neprˇa´tele´, strˇely nebo
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Obra´zek 4.3: Vy´buch hra´cˇe a neprˇa´tel
Obra´zek 4.4: Spra´vny´ pr˚urˇez modelem
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Obra´zek 4.5: Pr˚ubeˇh jedne´ iterace prˇi generova´n´ı tere´nu
hra´cˇ. Objekty mezi sebou mohou kolidovat a je potrˇeba ve´st informaci o tom, ktere´ objekty
mohou kolidovat s ktery´mi a jaka´ akce se ma´ prove´st, pokud se tak stane (alternativn´ım
a take´ lepsˇ´ım prˇ´ıstupem ke koliz´ım r˚uzny´ch druh˚u objekt˚u je syste´m zalozˇeny´ na zas´ıla´n´ı
zpra´v; nebyl implementova´n z d˚uvodu veˇtsˇ´ı slozˇitosti). Spra´vce objekt˚u tedy podporuje
kontrolu koliz´ı. Rˇ´ıd´ı take´ pohyb objekty a jejich vykreslova´n´ı. Zajiˇst’uje spra´vne´ prˇida´n´ı a
odebra´n´ı objekt˚u ze hry.
Manazˇer cˇa´sticovy´ch syste´mu˚
Zajiˇst’uje spra´vne´ prˇida´va´n´ı, odstraneˇn´ı, vesˇkerou aktualizaci a vykreslova´n´ı cˇa´sticovy´ch
syste´mu˚.
4.5 Tere´n
Pro vymezen´ı desky (soubor bod˚u) je pouzˇito 65 bod˚u na vy´sˇku i sˇ´ıˇrku, tvorˇ´ıc´ıch cˇtvercovou
plochu (viz obra´zek 4.8). Vzda´lenost mezi body v kolmy´ch smeˇrech je 0.96 jednotek4. Tyto
body za´rovenˇ urcˇuj´ı i vy´sˇku tere´nu. Desku tedy tvorˇ´ı celkem 64×64 pol´ıcˇek. Vsˇechny hod-
noty v te´to cˇa´sti byly zvoleny jako optima´ln´ı a bylo k nim dospeˇno pokusy. Uvedeny´ postup
pro generova´n´ı tere´nu patrˇ´ı k teˇm nejjednodusˇsˇ´ım, alternativn´ı postupy lze nale´zt v [5].
Generova´n´ı tere´nu
Pomyslny´m strˇedem desky je vedena rovina kolma´ na orientaci desky (deska je polozˇena´
v rovineˇ os x a z) a t´ım j´ı rozdeˇluje na dveˇ cˇa´sti. Na´sledneˇ jsou vsˇechny body s vy´jimkou
okrajovy´ch v jedne´ cˇa´sti posunuty o na´hodnou hodnotu (vsˇechny o stejnou) nahoru nebo
dolu, viz obra´zek 4.5. Okrajove´ body nejsou posunuty, aby bylo mozˇne´ vykreslovat tere´n
jako spojitou plochu a nebylo pro to trˇeba dalˇs´ıch vy´pocˇt˚u. T´ım je vytvorˇen ”zlom“ na
desce a dokoncˇena jedna iterace.
Rovny´ tere´n, na ktere´m se nacha´z´ı pouze jeden zlom by nep˚usobil prˇ´ıliˇs prˇirozeneˇ. Je
4jednotek, ktere´ pouzˇ´ıva´ OpenGL
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proto potrˇeba prove´st iterac´ı v´ıce. Cˇ´ım v´ıce iterac´ı, t´ım realisticˇteˇji tere´n vypada´. Je ale
d˚ulezˇite´ vyva´zˇit pomeˇr mezi pocˇtem iterac´ı a hodnotou, o kterou se maj´ı cˇa´sti desky snizˇovat
nebo zvysˇovat, aby nedocha´zelo k prˇ´ıliˇs ostry´m zlomu˚m. V implementaci demostracˇn´ı hry
je pouzˇito 800 iterac´ı.
Zp˚usobem popsany´m vy´sˇe mu˚zˇe neˇkdy docha´zet (je to za´visle´ na vygenerovany´ch hod-
nota´ch) k vzniku vysˇsˇ´ıch kopc˚u, poprˇ. nizˇsˇ´ıch u´dol´ı, nezˇ je pozˇadova´no. Proto je mozˇne´
nastavit limity pro maxima´ln´ı, resp. minima´ln´ı vy´sˇku. Je-li limit v neˇktere´m ze smeˇr˚u
prˇekrocˇen, je vygenerova´n na´dhodny´ vektor, ktery´ posune limitn´ı hodnotu opacˇny´m smeˇrem,
tzn. pokud je vygenerova´na hodnota prˇekracˇuj´ıc´ı maxima´ln´ı vy´sˇku tere´nu, na´hodny´ vektor
posune vy´sˇku tere´nu v dane´m bodeˇ smeˇrem dol˚u. Podobneˇ je to to pro minima´ln´ı vy´sˇku.
T´ım vznikaj´ı nerovnosti. Po prˇekrocˇen´ı limitu nen´ı vy´sˇka zarovna´na prˇ´ımo na hodnotu li-
mitu, protozˇe by v teˇchto mı´stech docha´zelo ke vzniku rovny´ch cˇa´st´ı tere´nu, cozˇ by opeˇt
nep˚usobilo prˇirozeneˇ.
Vygenerova´ny jsou trˇi desky, jejichzˇ pobyhem je pozdeˇji vytvorˇena iluze let´ıc´ıch objekt˚u
nad tere´nem.
Obra´zek 4.6: Prˇesouva´n´ı desek s tere´nem
Posouva´n´ı tere´nu
Cely´ tere´n je slozˇen ze trˇ´ı desek, ktere´ jsou posouva´ny konstantn´ı rychlost´ı smeˇrem ke
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Obra´zek 4.7: Procha´zen´ı pol´ıcˇek na deska´ch
Obra´zek 4.8: Zp˚usob texturova´n´ı tere´nu
kamerˇe. Jsou za sebou polozˇeny tak, zˇe pokud se jedna dostane ”pod kameru“, zbyle´ dveˇ
sta´le vyplnˇuj´ı spodn´ı cˇa´st sce´ny. Deska, ktera´ se nyn´ı nacha´z´ı pod kamerou je posunuta
prˇed prvn´ı dveˇ (viz obra´zek 4.6). T´ım docha´z´ı k vytvorˇen´ı souvisle´ho a nekonecˇneˇ dlouhe´ho
pa´su tere´nu.
Textura a vykreslova´n´ı
Aby tere´n mohl by´t dostatecˇneˇ velky´, je tvorˇen vy´sˇkovy´mi body, mezi ktery´mi jsou urcˇite´
vzda´lenosti. Nen´ı proto vykreslova´n po bodech, jako by tomu bylo naprˇ´ıklad prˇi vykres-
lova´n´ı vy´sˇkove´ mapy, ale po cˇtverc´ıch. Zp˚usob procha´zen´ı desky po cˇtverc´ıch je zna´zorneˇn
na obra´zku 4.7.
Tere´n je take´ otexturova´n. Zp˚usob mapova´n´ı textury je naznacˇen na obra´zku 4.8. Jako
posledn´ı je provedeno nastaven´ı sveˇtlosti podle toho, jak je dany´ vy´sˇkovy´ bod vysoko. T´ım
je simulova´no osveˇtlen´ı tere´nu.
4.6 Levely
Level, nebo-li hern´ı u´rovenˇ, jak je cha´pa´n v Particle Fighteru, tvorˇ´ı pouze neprˇa´tele´. Jsou
vedeny informace o typu neprˇ´ıtele, cˇase jeho objeven´ı a pocˇa´tecˇn´ı pozici.
Skriptova´n´ı
Levely je mozˇne´ upravovat v extern´ıch souborech. Lze vytvorˇit 9 u´rovn´ı a neomezeny´ pocˇet
neprˇatel v nich.
Jednotlive´ skripty s levely se mus´ı nacha´zet ve slozˇce levels a mus´ı by´t pojmenova´ny
jednotny´m stylem– levelX.lvl, kde X uda´va´ porˇadove´ cˇ´ıslo u´rovneˇ. Cˇ´ıslova´n´ı zacˇ´ına´ cˇ´ıslic´ı
jedna.
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Na´zev prodleva vy´znam prodlevy
first level 125 prˇed prvn´ım levelem
start level 600 mezi levely
longwave 800 delˇs´ı mezera mezi neprˇa´teli




none 0 zˇa´dna´ prodleva
Tabulka 4.1: Cˇasove´ hodnoty symbolicky´ch konstant
Typ Popis
interceptor pouze se pohybuje
fighter pohybuje se a strˇ´ıl´ı na hra´cˇe
boss dolet´ı do jedne´ trˇetiny obrazu, zacˇne le´tat ze
strany na stranu vypousˇteˇt proti hra´cˇi salvy
nicˇivy´ch strˇel
Tabulka 4.2: Typy neprˇa´tel
Syntax ve skriptu vypada´ na´sledovneˇ:
level
typ_nepritele px, py, pz vx, vy, vz prodleva




Kazˇda´ u´rovenˇ mus´ı zacˇ´ınat kl´ıcˇovy´m slovem level a koncˇit slovem end. Mezi nimi se
nacha´z´ı vy´pis neprˇa´tel. Polozˇka neprˇ´ıtele je uvedena jedn´ım z kl´ıcˇovy´ch slov z tabulky
4.2. Sourˇadnice jsou zaznamena´ny pomoc´ı jednotlivy´ch slozˇek px, py, pz. Trojice vx, vy,
vz uda´va´ slozˇky vektoru rychlosti. Posledn´ım slovem je jedna ze symbolicky´ch konstant
z tabulky 4.1. Jej´ı vy´znam je takovy´, zˇe neprˇ´ıtel bude vytvorˇen po uplynut´ı tolika cˇasovy´ch
jednotek, kolik uda´va´ konstanta. Kl´ıcˇove´ slovo nextlevel se ve skriptu mus´ı vyskytovat,
pokud je pozˇadova´no nacˇten´ı dalˇs´ı u´rovneˇ.
4.7 Kolize
Protozˇe se v beˇzˇny´ch cˇa´sticovy´ch syste´mech zpravidla nacha´z´ı velke´ mnozˇstv´ı cˇa´stic, ko-
lize mezi nimi nejsou veˇtsˇinou bra´ny v potaz. V pokrocˇily´ch syste´mech se vsˇak rˇesˇ´ı kolize
mezi cˇa´sticemi a r˚uzny´mi objekt, ktere´ nemaj´ı docˇasny´ charakter. Jako prˇ´ıklad mu˚zˇe by´t
povazˇova´no naprˇ´ıklad odra´zˇen´ı jisker od zdi.
V te´to pra´ci byly kolize cˇa´stic v˚ucˇi ostatn´ım zanedba´ny z d˚uvodu velke´ slozˇitosti a
na´rocˇnosti na vy´pocˇetn´ı zdroje. Byly implementova´ny pouze mezi entitami, ktere´ neˇjaky´m
zp˚usobem reaguj´ı na okol´ı, tzn. hra´cˇ, neprˇa´tele´, projektily a objekty vylepsˇuj´ıc´ı hra´cˇovi
vlastnosti (beˇzˇneˇ ve hra´ch oznacˇova´ny jako powerupy). Pro jednoduchost byla zvolena ko-




My´m u´kolem bylo rozsˇ´ıˇrit existuj´ıc´ı cˇa´sticovy´ syste´m. Jako syste´m vhodny´ pro rozsˇ´ıˇren´ı
jsem zvolil Particle Systems API a z jeho funkcˇnosti jsem take´ vycha´zel.
Byl navrzˇen a implementova´n syste´m, ktery´ nacˇteny´ 3D model rozdeˇl´ı pomoc´ı rovin na
cˇa´sti. Jejich pohyb je ovlivnˇova´n cˇa´sticovy´m syste´mem, pomoc´ı ktere´ho jsou take´ vykres-
lova´ny. Postup pra´ce byl rozdeˇlen na dveˇ cˇa´sti.
Jako prvn´ı byl vypracova´n algoritmus rozdeˇluj´ıc´ı model na cˇa´sti pomoc´ı roviny. Tento
prˇ´ıstup k rozbit´ı modelu je znacˇneˇ jednoduchy´, naprosto ale neodpov´ıda´ realiteˇ. Byl vsˇak
zvolen z d˚uvodu jednoduchosti. Rea´listicˇteˇjˇs´ı rˇesˇen´ı by znamenalo vyuzˇit´ı komplexn´ıch me-
tod pro rozbit´ı modelu.
Druha´ cˇa´st implementuje ”objemove´ rozsˇ´ıˇren´ı cˇa´stic“. Jelikozˇ jsou cˇa´stice simulova´ny
jako hmotne´ body a cˇa´sti 3D modelu reprezentuj´ı objem, byl implementova´n zp˚usob, ktery´
mapuje cˇa´stice na rozbite´ kousky. Pozice cˇa´stic byly namapova´ny na pomyslne´ strˇedy
kousk˚u. T´ım byl zajiˇsteˇn prostrˇedek pro jejich simulaci. Geometrie rozbity´ch kousk˚u byla
pote´ pouzˇita pro vykreslova´n´ı cˇa´stic, tedy pro jejich objemovou reprezentaci.
Vzhled a funkcˇnost vy´sledne´ho rozsˇ´ıˇren´ı se jev´ı jako dobre´ a demonstracˇn´ı hra j´ım
je zpestrˇena a ma´ realisticˇteˇjˇs´ı vzhled. K zˇa´dny´m za´vazˇny´m proble´mu˚m v implementaci
nedocha´z´ı.
Implementovany´ syste´m je prˇipraven k pouzˇit´ı v jednoduchy´ch hra´ch nebo vizuali-
zac´ıch, kde nen´ı potrˇeba vysoke´ u´rovneˇ realisticˇnosti. Budouc´ı vy´voj by mohl kla´st d˚uraz na
zvy´sˇen´ı fyzika´ln´ı prˇesnosti koliz´ı a deˇlen´ı model˚u, spra´vny´ch vy´pocˇt˚u norma´l a implemen-
tace osveˇtlen´ı. Kolize by mohly by´t implemetnova´ny pomoc´ı slozˇiteˇjˇs´ıch datovy´ch struktur,
naprˇ´ıklad oktalovy´ch stromu˚. T´ım by mohly by´t zajiˇsteˇny fyzika´lneˇ prˇesne´ interakce mezi
objemy jednotlivy´ch cˇa´stic. Pro deˇlen´ı model˚u na cˇa´sti by mohl by´t implementova´n kom-
plexn´ı algoritmus, jako je uveden v [8]. Takto realizovany´ cˇa´sticovy´ syste´m by nabyl fyzika´ln´ı
prˇesnosti a byl tak pouzˇitelny´ pro slozˇiteˇjˇs´ı simulace.
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Tucˇneˇ jsou vyznacˇeny slozˇky obsazˇene´ na CD. Kurz´ıvou jsou vyznacˇeny neˇktere´ d˚ulezˇite´
soubory.
particle figther - demonstracˇn´ı hra
gfx - textury
models - modely
src - zdrojove´ ko´dy
Particle - rozhran´ı Particle Systems API
ParticleLib - zdrojove´ ko´dy Particle Systems API
levels - hern´ı u´rovneˇ
README - instrukce pro kompilaci, instalaci a ovla´da´n´ı





Zde jsou uvedeny neˇktere´ dostupne´ cˇa´sticove´ syste´my v r˚uzny´ch podoba´ch.
B.1 Samostatne´ API
API cˇa´sticovy´ch syste´mu˚ se ve veˇtsˇineˇ prˇ´ıpad˚u samostatneˇ nenacha´z´ı, protozˇe jsou zabu-
dova´ny do komplexneˇjˇs´ıch celk˚u – engin˚u.
Particle Systems API - open source
Flint Particle System - open source
Quagmire Particle Engine
B.2 Soucˇa´sti hern´ıch engin˚u
Prakticky kazˇde´mu hern´ımu enginu nesmı´ chybeˇt implementace kvalitn´ıho cˇa´sticove´ho sys-
te´mu.
Havoc - komplexn´ı hern´ı engine s kvalitn´ı fyzikou, jehozˇ soucˇa´st´ı je i cˇasticovy´ system
Havoc FX API
Ageia - engine s cˇa´sticovy´m syste´mem pouzˇit ve hrˇe Unreal Tournament 3
Ogre 3D - open source
Irrlicht - open source
B.3 Ostatn´ı
3D modelovac´ı na´stroje - Lightwave, Houdini, Maya, XSI, 3D Studio Max, Blender
Simulace tekutin - AfterBurn, RealFlow
SDK - Fork Particle
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