ABSTRACT. Carmichael's conjecture states that if 0(x) = n , then +(y) = n for some y :& x (q is Euler's totient function). We show that the conjecture is valid for all x under 1010,900,000 . The main new idea is the application of a prime-certification technique that allows us to very quickly certify the primality of the thousands of large numbers that must divide a counterexample.
to 1010,000. In this note we describe a computation using Mathematica on a Macintosh that pushes the lower bound on x to beyond 1010,900,000. Throughout this note, x represents a counterexample to the conjecture. Because 0(n) > nlog2/log(2n) [9, p. 172], a lower bound on n is essentially the same as one on x . We do not know of another unsolved problem in mathematics for which a lower bound on a counterexample is so high.
It is natural to wonder about other patterns in the multiplicities. had earlier conjectured that each integer greater than 1 occurs as a multiplicity.
Computations along the lines of those that produced Table 1 show that each integer between 2 and 100 does occur; see Table 2 We start by applying the theorem with d1 = d2 = 1; this tells us that 22 x. Then using d1 = 1 and d2 = 2 yields that 32Ix. And letting d1 = 1 and d2 = 2 * 3 gives 721x, and d1 = 1 and d2 = 2 * 3 * 7 gives 432Ix. At this point, following Carmichael [3], we break the proof into two cases according as 33 divides x or not. Klee and Masai and Vallette used three and four cases, respectively, but an improvement in the prime-certification method (described later) allows us to return to the original two-case scenario.
In the first case (33 does not divide x), we let L = {7, 13, 43} and consider all products k of elements in L. For each such k, the theorem says that if either of 6k + 1 or 12k + 1 is prime, then its square divides x; the 6k comes from d1 = 1 and d2 = 2 * 3 * k, and the 12k from d1 = 32 and d2 = 2k . For the primes P that arise in this way we add 2 log10 P to a counter that keeps track of the lower bound. After checking all products from L we append one of the new primes to L and then repeat, considering all products from L that use the new prime. We continue until we are satisfied with the bound. The number of products increases exponentially, so it takes only a few iterations to reach a very large bound. The second case is similar, with the forms 6k + 1 and 18k+ 1.
The main bottleneck is determining (with certainty) the primality of the over eight million large integers (up to 91 digits) that occur as 6k + 1, 12k + 1, or 18k + 1 . Masai and Vallette considered only possible primes less than 25 109, and so could use, with confidence, an algorithm based on a strong-pseudoprime test with bases 2, 3, 5, and 7, as described in [8] . That algorithm, with small modifications, is now known to be useful up to 1013 [9] , but this range is too small for our multimillion-digit goal. An elliptic curve certification method will work in principle, but it is too slow for the large number of primes, more than 270,000, that must be certified. In the context of this problem, however, we have the agreeable situation that all the potential primes p that show up are accompanied by the factorization of p -1 . Since p -1 is a product of primes in L, its factorization can be stored alongside p. We may therefore appeal to the following prime certification process (see [9, p. 36]), which is closely related to Pratt's recursive proof that the primes lie in the complexity class NP (see [11, Chapter 8]).
Theorem (Lucas, Lehmer, Brillhart, and Selfridge). Suppose n is a positive integer, Q is the set of prime factors of n -1, and for each q E Q there is an integer aq such that an-1 = 1 and aq l)/q 1 (mod n). Then n is prime. Conversely, if n is prime, it has a primitive root, which serves as aq for each q.
Of course, in practice we first used a pseudoprime test to see if a candidate was a probable prime. If so, we applied the certification procedure with a = 2,3,5,7, 11, 17, 19,23,29,31,37,41 which was always sufficient to prove primality. Another technical detail: we made some preliminary runs in each case to determine a set of 30 small primes whose squares divide x; we then used this set to augment L after each iteration. By keeping the primes in L as small as possible, the total amount of computation is minimized since the size of the candidates is kept small. Tables 3 and 4 (next page) summarize the computations in the first case (33 does not divide x) and second case (27 divides x), respectively. Note that each iteration has twice as many candidates for primes and yields very closely twice as many digits. This is because the density of the primes decreases logarithmically but the number of digits increases logarithmically-the two effects exactly balance.
There can be little doubt that Carmichael's conjecture is true. At each iteration we need but a single new prime to keep going: add it to L and then generate a profusion of new possibilities for primes. But instead of one new prime at each iteration we get hundreds and thousands. Even if by some quirk an iteration yielded no new primes, we would have all the leftover primes from previous iterations with which to augment L and try again.
The entire computation required a few hundred hours of Macintosh computing time. One could surely push the bound farther, using faster software and hardware. But what is badly needed is an idea that would allow one to say with certainty that at least one prime shows up at each iteration, for that would prove the conjecture. 
