This paper describes an automatic reconstruction methodology for the creation of 3D models suitable for Computational Fluid Dynamics (CFD) simulation. The objective is to design and develop an automatic model reconstruction methodology to convert Geographic Information System (GIS) data to CAD data which can be used directly for finite element mesh generation. This will equip users with a reliable and effective tool for the rapid reconstruction of geometrical models which satisfy their computational requirements and simulation contraints. Specifically, the reconstruction algorithm will be able to automatically process building data in the ESRI shapefile format, suppress unnecessarily detailed features, resolve non-manifold topology, cluster buildings which are close together and export the 3D model into a universal exchange format suitable for the intended CFD application.
INTRODUCTION
In the typical computer-aided engineering workflow, manual repair and manipulation of the geometrical model is often required to obtain a version that meets the requirements of the finite element mesh generation process. A meshfriendly geometrical configuration will ensure the success of the automatic mesh generation procedure and maintain acceptable mesh resolution and element quality. These are critical factors for the achievement of reliable simulation results while maintaining an affordable computational cost. Unfortunately, to obtain a mesh-friendly model is often a bottleneck in the computer-aided engineering workflow due to its highly manual nature. This poses a huge hurdle in shortening the simulation turn-around time, especially when there are many geometrical entities involved, as in the case of modeling urban buildup.
Building information in an urban buildup is often encapsulated in GIS data. This information include the profile or footprint of the building, together with the building height, as well as a host of other related data. The GIS is a system for storing, analyzing and managing data and associated attributes which are geographically-referenced. In the industry, some examples of major commercial offerings are by ESRI [1] and Mapinfo [2] . Government and defense organizations often use custom software, open source products, such as GRASS [3] , or more specialized products that meet a well defined need.
With the maturing of CAE techniques, GIS data has also been used for a wide range of scientific applications, including environmental impact assessment, pollution prediction, hazard forecasting, urban traffic simulation and infectious disease modeling. Chu et. al. [4] performed CFD simulations to determine dispersions of emissions from vehicles traversing the streets. The CFX-Build component of CFX5.5 [5] is used to construct the geometry for simulations. The work by Coirier and Kim [6] focused on the development of a CFD-Urban modeling tool for modeling contaminant transport and dispersion. Baffour et al [7] proposed a methodology to convert multi agency GIS data into a citywide 3D model to support chemical and biological dispersion simulation. Models presented here includes using remote sensing based building and cartographic morphology data, and GIS shape file building data in the form of building foot and top prints.
Simulation Modeling using GIS Data
Computational analyses, such as CFD simulations, using GIS data as a starting point is becoming more commonplace. Unfortunately, GIS data is not immediately useable for the creation of CAD models suitable for mesh generation and simulation. The CAD models generated directly from GIS data often requires extensive manual repair and manipulation to obtain a valid version. Moreover, the shape of the buildings contained in the GIS data can be very complex or contain too many details which are unnecessary in the simulation process. This is especially the case in the context of a large scale CFD simulation which involves hundreds or thousands of buildings over a huge domain.
With regards to the simplification and repair for such GIS data, some state-of-the-art are discussed as follows. Sugihara [8] presented an algorithm for filtering out noisy edges and breaking down complicated polygons into simpler primitive shapes, which can be used to generate 3D models for urban planning. The work by Baker and Semwal [9] focused on the 3D visualization of topographic data available from maps. The idea was to first extract a two dimensional rectangular region from the map, and then use contour line extraction for the visualization.
Glander and Dollner [10] proposed a cell-based generalization of 3D building groups, with each cell structure consisting of a cluster of buildings with weighted-average height. Anders [11] proposed a typification and aggregation approach for building clustering and simplification. However, this approach is not suitable for handling buildings with highly complex shape. Forberg [12] [13] presented an alternative approach for building simplification and clustering suitable for orthogonal building structures. It is a promising approach but the effectiveness is dependent on the constraint of orthogonality, which is not the case in many actual cases.
In this work, the authors focus on reducing the simulation turn-around time by replacing the manual task of model rectification and simplification with an automatic methodology. This is especially important for large-scale simulation where a large amount of GIS data is involved. The objective is to design and develop an automatic algorithm to perform rapid conversion and simplification of Geographic Information System (GIS) data to a mesh-friendly CAD model to speedup the pre-processing stage of the computational analysis. The key functions are the suppression of excessively detailed building features, the repair of faulty or degenerate geometries and the clustering of buildings which are closed together.
METHODOLOGY
This section describes the methodology behind the automatic simplification and reconstruction algorithm. The input GIS data is based on the ESRI shapefile specification [14] . Depending on the way the GIS data has been sampled, a typical ESRI shapefile might contain numerous geometric entities with configurations that might pose problems to finite element mesh generation. These problematic configurations include zero-length edges, edges with extremely acute angle at the vertex and edges with small gaps or overlaps. In addition, some buildings contain unnecessarily detailed features with respect to the desired finite element size. These detailed features need to be suppressed so that the number of finite elements in the resulting mesh is not overly dense. Moreover, buildings which are in close proximity can be clustered together to further reduce the complexity of the simulation.
The overview of our proposed algorithm is illustrated in Fig. 1 . The algorithm is a hybrid of vector-based and imagebased operations. In general, vector-based operations require much less computational overhead as compared to image-based operations. However, the image-based operations provide an elegant way of resolving some difficult geometrical issues, which we will elaborate in the subsequent sections. The algorithm involves 3 stages:
 Suppression -This is a vector-based process. The objective is to remove entities which are deemed too small to make any significant impact on the simulation. 
Simplification -This is an image-based process. The objective is to reduce the complexity of the geometry by removing detailed features and clustering entities which are in close proximity to one another. 
Repair -This is a vector-based process. The objective is to resolve geometrical configuration that might result in non-conformity in the resultant mesh.
User inputs that are required in the whole process-flow are listed as follows:
For vector-based suppression processes: a. Small building's Tolerance (area),
For image-based simplification processes: c. Pixel dimension (pixel per unit area), PPA PPA represents the size of a pixel in the map. A small PPA value maintains the original shape of the buildings during the image-based processing, but a large PPA value will enable users to simplify the building shapes to a larger extent. d. Building's clustering tolerance (gap tolerance), T c This gap tolerance will determine the size of the structuring elements, which is T c /2, in the image closing process. In this process, small gaps between buildings that are unnecessary for the simulation process will be closed up. It will also cause buildings to cluster together if they are close to one another and may eventually merge together if they have similar heights. e. Building's feature simplification tolerance (height tolerance), T f This feature simplification tolerance will decide the size of the structuring elements, which is T c /2, in the image opening process. In this process, uneven edges and tiny fin-like structures will be removed. f. Building's merging tolerance (height tolerance), T m When two connecting buildings are within the merging tolerance, T m , they will be merged into a single building with one uniform height, H. Here, H is the area-weighted resultant height given by
where A 1 and A 2 are the floor areas, and H 1 and H 2 are the building heights of the two combining building blocks, respectively.
For vector-based repair and clean-up: g. Gap-repair Tolerance, T gap This gap-repair tolerance is used in the subsequent vertex-to vertex and vertex-to-edge snapping during the geometries clean-up process.
Automatic Suppression of Geometric Entities
The suppression operation suppresses buildings based on geometrical tolerances. These tolerances include area-based tolerances and height-based tolerances. These functions are useful to remove small entities, like water tanks situated on top of the building, as well as low buildings which do not have significant impact on the results of the simulation. These suppression operations will require user's inputs such as height and area tolerances as well as meshing conditions, such as the minimum element size. The height field values can be extracted from the GIS data readily. Note that the suppression of any features or buildings is subjected to a conjoined metric of height and area, and the subsequent processes, e.g. the type of simulation performed on the generated CAD models. For example, a very low building with a big floor area may be significant in subsequent, says, CFD smoke simulation.
Automatic Simplification and Clustering of Complex Shapes
To reduce the simulation to a tractable scale, the geometric model needs to be simplified. Ideally, buildings with complex shapes need to be replaced with a simpler representation so that the mesh size of the overall model can be reduced. For a large urban build-up area, manual simplification will take a very long time. To address this issue, an automatic simplification module has been developed.
As contrasted to the classical polygonal simplification algorithm proposed by Douglas and Peucker [15] , our method is based on an image morphology approach where the polygonal data of the region-of-interest is first digitalized or rasterized into a single image. This is done by mapping the GIS polygons over a pixel-grid of the user's required resolution. This resolution decides the fidelity of the building shapes on the image with the actual shapes from the GIS building geometries. This image will undergo segmentation process and the interior of a building will be filled with unique image representations given by the building ID and the height value of this building. To simplify the shape of the polygon, this image undergoes a series of image morphological operations. The resultant image represents a simplified profile of the polygon. Finally, the image undergoes a contour tracing operation [16] to recover the simplified polygonal data. Fig. 1 : Overview of the algorithm.
The basic morphological operations [17] used in the process: image dilation and erosion. Image dilation is basically a controlled expansion of an object on an image, while image erosion is a controlled shrinkage of an object on an image. Combinations of image dilation and erosion operations offer the two main morphological operations: image opening and image closing. In the automatic simplification processes, image opening is employed to smooth the contour of the objects, thus breaking narrow isthmuses and eliminating thin protrusions. Image closing, on the other hand, is employed to fuse narrow breaks and long thin gulfs, eliminate small holes, and fill gaps between two objects. The Theo Pavlidis' Algorithm [15] is employed in the process of contour tracing to extract the boundary of the building from the image. The simplification process based on image morphology is illustrated in Fig. 3 . Some analogies between imageprocessing and polygonal modeling: 
The erosion of A by B is the sets of all pixels x such that B, translated by x, is contained in A and is given by
The opening of A by B is simply the erosion of A by B, followed by a dilation of the result by B and is given by
The closing of A by B is simply the dilation of A by B, followed by a erosion of the result by B and is given by
In image processing [17] , the opening operation generally smoothes the contour of an image, breaks narrow isthmuses, and eliminates thin protrusions. On the other hand, the closing operation tends fuse narrow breaks and long thin gulfs, eliminates small holes, and fills gaps in the contour. The metrics of the height value and area value do play important roles during the imaging operations. Small buildings with good heights will not be removed during image opening unless the user specified. Similarly, connected buildings with a large height difference will not be merged. Apart from simplifying individual building, the simplification process can also be applied to a collection of buildings. By grouping a set of buildings and converting them into one image, the same image morphology can be used to cluster buildings which are in close proximity to one another. This will further reduce the complexity of the model and hence, reduce the number of elements in the subsequent finite element mesh.
Automatic Repair of Faulty/Degenerate Building Geometries
The shapefile data usually contains entities which have small geometrical gaps or overlaps, as illustrated in Fig. 1 . These geometrical kinks are the result of inaccurate sampling or data acquisition and can cause severe problems while performing 3D Boolean operations prior to mesh generation. The small gaps or overlaps will manifest as sliver surfaces which force the mesh sizes to be extremely small or degenerate around their vicinity. To resolve this problem, an automatic gap closing/repair function is implemented to snap the buildings to each other based on a user-defined tolerance. This will free the user from having to repair the model manually, which is a tedious and time-consuming process. After the gap closing/repair function, it is necessary to resolve the T-joint geometrical configuration, as this configuration will result in a non-conforming finite element mesh.
The gap closing/repair function involves vertex-to-vertex and vertex-to-edge snapping processes:
i. Vertex-to vertex snapping: A pair of vertices (each lying on a different polygon but are in close proximity to one another) are merged if they are within a user-specified tolerance. In our practice, the mid-point of the vertex pair to be the merging point.
ii. Vertex-to-edge snapping: When a vertex of a polygon is within the user's specified gap closing tolerance with an edge from a neighboring polygon, this vertex will be snapped onto this edge, as illustrate in Fig. 4 .
A vertex-to-edge snapping will result in a non-manifold edge topology, as illustrated in Fig. 5 . The handling of nonmanifold edge topology is achieved by a vertex insertion and edge splitting algorithm to realize a conforming vertexconnection along the T-joint. This process is important for connecting buildings as it will subsequently affect the mesh Rasterization & image processing
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Image processing generation and mesh conformity of the finite element model created at a later stage. Any edge of a polygon (building) that is connected to another edge of different polygon (building) will have to ensure vertex conformity along the edges. The result of the automatic repair process is illustrated in Fig. 6 . 
RESULTS
The algorithm described in this paper is implemented using Visual C++. An OpenGL-driven graphical interface is used to wrap the algorithm for easy user interaction. The performance benchmarking of the algorithm is conducted on a Pentium IV 3GHz machine with 1GB of RAM.
First, a comparison was made between the performance of the Douglas-Peucker algorithm and our algorithm. Fig. 7 illustrates the results of these two simplification strategies and Tab. 1 indicates the performances of the two methods. In this test, the automatic clustering option of our algorithm is switched off so that the comparison can be made fairly on a per-polygon basis. The percentage reduction in the number of edges using the Douglas-Peucker algorithm is 60.7% of the original number of edges while that using our algorithm is 68.9%. Moreover, the reduction of short edges (i.e. edges shorter than 5m) using the Douglas-Peucker algorithm is 85.2% of the original number of edges while that using our algorithm is 94.1%. Even though our method of using the image morphology takes a slightly longer time to execute, the extra time is hardly of any significance as compared to the potential reduction in the computational cost.
It is found that vector-based simplifications, such as the Douglas-Peucker algorithm, perform faster than image-based simulation and that the rasterisation from vectors to images is likely to cause a higher approximation error. However, an image-based approach will enable the ease of performing complex building clustering and merging. It can handle any complex 2D geometry easily. The approximation error can be reduced by using a finer resolution during the rasterisation process. The higher approximation error is tolerable and in fact encouraging, as it is feasible for model reduction especially when the models are used for large scale urban-buildup CFD simulation. While talking about simulating a region of several square kilometers or more, the minute details are not important. In fact, one criteria for such CFD modeling is to reduce edges and surfaces as well as fine details that hinders the creation of suitable simulation meshed models. Next, we illustrate the robustness of our algorithm by applying the simplification on two other case studies which contain more buildings. The first case study (as illustrated in Fig. 8 ) contains 228 buildings with a total of 11,958 edges in the polygon representation. The algorithm took less than 2mins to simplify the model and the number of small edges has been drastically reduced from 2,402 to 65. This is a huge saving in terms of time as the manual method of repairing and simplification took around 2 weeks to complete. In the second case study (as illustrated in Fig. 9 ), the GIS data contains 887 buildings with a total of 49,002 edges in the polygon representation. The algorithm took approximately 8mins to simplify the model and the number of small edges has been reduced from 8,062 to 495. The benchmark results for the 2 case studies are presented in Tab. 2 and 3.
In all these cases, the 3D model is exported as an IGES file with each building represented as a BREP entity. The IGES data is then imported into ANSYS CFX Workbench for mesh generation. 
CONCLUSIONS
In this work, we have gained in-depth understanding of the various issues regarding the interpretation of the ESRI file structure and format, and have successfully implemented the shapefile interpreter and IGES converter. The various algorithms to support automatic model simplification have also been implemented. These include algorithms to deal with tolerance issues, polygonal simplification and building clustering. The various algorithms were integrated into a Windows-based GUI which allows intuitive user interaction. Other basic editing function and auxiliary functions were also included in the current version of the map editor software.
