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ВНЕДРЕНИЕ ФУНКЦИОНАЛЬНЫХ НЕИСПРАВНОСТЕЙ ОЗУ  
В ОПИСАНИЯ ЦИФРОВЫХ УСТРОЙСТВ НА ЯЗЫКЕ VHDL 
Рассматривается проблема описания моделей функциональных неисправностей оперативных 
запоминающих устройств при помощи языка VHDL. Предлагается методика внедрения моделей 
функциональных неисправностей ОЗУ в проектные описания цифровых устройств на языке VHDL. 
Показывается, что предложенная методика может быть применена для оценки поведения цифрово-
го устройства при наличии в нем дефектов, а также для верификации алгоритмов тестирования и 
контроля ОЗУ. 
Введение 
Стремительный рост рынка средств вычислительной техники требует от разработчиков 
ускорения процесса проектирования, верификации и изготовления цифровых компонент. Со-
временные системы автоматизированного проектирования позволяют использовать различные 
подходы для создания цифровых проектов. Среди всего многообразия методов проектирования 
отчетливо выделяются языковые средства, которые обладают неоспоримыми преимуществами 
по сравнению с классическими методами [1, 2]. Так, язык VHDL обладает возможностью опи-
сать структуру устройства на трех уровнях: системном, уровне представления регистровых пе-
редач и вентильном [2, 3]. 
При разработке современных цифровых устройств особое внимание уделяется обес-
печению высокой надежности готового устройства. Поэтому решения, обеспечивающие на-
дежность функционирования, закладываются еще на начальных этапах проектирования 
цифровых устройств. Важнейшим фактором, который негативно влияет на надежность и 
достоверность работы реализованных цифровых устройств, является наличие физических 
дефектов в полупроводниковых кристаллах. Существующее многообразие математических 
абстракций физических дефектов представляется обширным классом функциональных не-
исправностей [4, 5]. Универсальность языка VHDL позволяет описывать и внедрять модели 
неисправностей в готовые проектные описания цифровых устройств. Внедряемые модели 
неисправностей позволяют не только оценить поведение устройства при наличии в нем де-
фектов, но и разработать достоверные методы тестирования и диагностики, которые могут 
являться основой для проектирования встроенных средств самотестирования и самодиагно-
стики [6]. 
1. Постановка задачи 
Проблеме внедрения функциональных неисправностей в описания цифровых уст-
ройств посвящены многие работы [6–10], однако они решают задачу внедрения только не-
исправностей цифровых вентилей. Кроме того, некоторые из них предполагают использо-
вание дополнительных программных средств. Для запоминающих устройств в настоящее 
время проблема решается посредством моделирования содержимого массива запоминаю-
щих ячеек, которое искажается случайным образом. Данный подход является неадекватным 
отображением реальных дефектов, поэтому настоящая работа представляет собой попытку 
описать на языке VHDL современную нотацию функциональных неисправностей ОЗУ, вне-
дрить их в проектные описания цифровых устройств и произвести оценку эффективности 
предложенной методики. 
Решение поставленной задачи (рис. 1) начнем с рассмотрения способов описания ОЗУ на 
языке VHDL. 
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Рис. 1. Основные этапы решения поставленной задачи 
2. Способы описания ОЗУ на языке VHDL 
При проектировании сложных цифровых систем, таких как микроконтроллерные или 
микропроцессорные IP-ядра (Intellectual Property), перед проектировщиками встает задача раз-
работки описаний ОЗУ. Средства языка VHDL не обладают стандартными лингвистическими 
конструкциям, которые однозначно бы воспринимались средствами синтеза в виде описания 
цифровых модулей ОЗУ. Тем не менее, функционирование подобных модулей достаточно под-
робно может быть описано на поведенческом подмножестве языка VHDL. Например, VHDL-
описание модуля запоминающего устройства может включать в себя декларацию двухмерного 
сигнального объекта синтезируемого типа bit или std_logic и поведенческое описание процес-
сов записи и чтения данных. Для большинства средств синтеза подобное описание будет транс-
лироваться в RTL-модель, которая содержит набор базовых запоминающих элементов наподо-
бие триггеров или защелок и набор комбинационных логических элементов, составляющих 
схемы адресации и управления запоминающего устройства. Рассмотрим примеры основных 
способов описания ОЗУ на языке VHDL. 
1. Использование шаблонных описаний модулей ОЗУ. Данная методика заключается в 
применении типового VHDL-кода для описания в проекте используемого модуля ОЗУ. На ста-
дии RTL-синтеза исходный VHDL-код распознается как типовое описание запоминающего 
устройства, для которого будут применены отличные от других цифровых схем методы техно-
логического синтеза. Примером подобной методики может служить шаблонное VHDL-
описание модулей ОЗУ, предлагаемое фирмой Synplicity в программном пакете проектирова-
ния Synplify Pro. В процессе синтеза распознанное типовое описание ОЗУ будет конструиро-
ваться на основе RTL-примитива двухпортового модуля ОЗУ (листинг 1, а, б). Недостатком 
такой методики является неадекватный результат синтеза в случае отклонения исходного 
VHDL-описания от типового шаблона. 
2. Использование IP-модулей ОЗУ. Эта методика основана на включении в цифровой проект 
готовых библиотечных элементов модулей ОЗУ, которые являются уже синтезированными и опти-
мизированными для конкретной технологии изготовления (листинг 1, в). С точки зрения VHDL-
описания подключение и использование таких модулей аналогично использованию сторонних 
компонент. При этом проектировщик не может изменить внутреннюю структуру и описание этих 
компонент. Например, программный пакет Core Generator фирмы Xilinx Inc., входящий в состав 
автоматизированной системы проектирования ISE, реализует приведенную методику. 
3. Использование специализированных средств синтеза модулей ОЗУ. Такие средства 
часто называют компиляторами ОЗУ (Memory Compilers). Методика нацелена на проектирова-
ние внутренней топологии кристалла ОЗУ. При этом компонентами этой структуры могут быть 
не только логические вентили, но и транзисторные макроячейки, буферы-усилители и т. д. 
Данный подход к проектированию модулей ОЗУ отличается от предыдущего лишь тем, что все 
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функциональные блоки являются IP-компонентами, доступ к которым ограничен. Модифика-
ция таких IP-компонент требует наличия специализированных средств проектирования инте-
гральных схем на транзисторном уровне, таких как Synopsys IC Station. 
Листинг 1. VHDL-описание исходной модели ОЗУ: а) VHDL-описание интерфейса 
объекта проекта; б) поведенческое VHDL-описание; в) использование IP-модуля ОЗУ 
 
В зависимости от того, какой из рассмотренных вариантов применяется для VHDL-
описания модулей ОЗУ, возможны различные стратегии внедрения функциональных моделей 
неисправностей. В качестве следующего шага рассмотрим, каким образом функциональные мо-
дели неисправностей запоминающих устройств можно описать на языке VHDL. Главной задачей 
является достижение универсальности в описании моделей неисправностей цифровых запоми-
нающих устройств, что позволит сделать процесс внедрения неисправностей расширяемым. 
3. Универсальное описание моделей функциональных неисправностей ОЗУ 
Применение достоверных средств проектирования и методик минимизации проектных 
ошибок не позволяет полностью исключить сбои в работе изготовленного цифрового устройст-
ва [11]. Причинами сбоев могут быть неисправности и влияние неблагоприятных факторов экс-
плуатации. Под неисправностью понимают физический дефект интегральной схемы, который 
приводит к появлению сбоя в функционировании цифрового устройства [11]. Природа физиче-
ских дефектов и форма их проявления разнообразны и динамичны. 
Различные физические дефекты могут быть описаны одной математической моделью 
[12]. Поэтому особое внимание уделяется формальному описанию физических дефектов в виде 
математических моделей неисправностей, которые адекватно описывают неисправные состоя-
ния запоминающих устройств. 
Ввиду специфики внутренней организации цифровых запоминающих устройств сущест-
вует многообразие моделей функциональных неисправностей массива запоминающих ячеек. 
В работе [13] предложена нотация для описания неисправностей цифровых запоминающих 
устройств, которая широко используется для описания простейших неисправностей и неис-
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правностей взаимного влияния. Данная нотация позволяет не только описать существующие 
модели, но и расширить их множество путем ввода новых. Так, согласно предложенной нота-
ции функциональная модель неисправностей ОЗУ, затрагивающих одну ячейку памяти, может 
быть представлена следующим образом: 
< S / F / R >,                                                                   (1) 
где S – последовательность операций, выполняемая над массивом запоминающих ячеек, кото-
рая спровоцирует искажение локальных данных отказавшего элемента памяти, т. е. функцио-
нирование запоминающего устройства не будет соответствовать ожидаемому поведению; F – 
хранимое значение неисправной ячейки памяти, F {0, 1}; R – значение, возвращаемое при 
выполнении операции чтения, R{0, 1, –}. При выполнении операции записи это значение не 
определено (R = '–'). 
В свою очередь, последовательность операций S содержит текущее значение ячейки па-
мяти, тип выполняемой операции над ячейкой (чтение/запись) и значение, которое будет хра-
нить ячейка памяти после выполнения данной операции. 
Подобным образом описывается функциональная модель неисправностей взаимного влияния: 
< Sa, Sv / F / R >,                                                                   (2) 
где Sa – последовательность операций, выполняемая над ячейкой-агрессором; Sv –
 последовательность операций, выполняемая над ячейкой-жертвой. Под ячейкой-жертвой по-
нимается ячейка ОЗУ, логическое состояние которой зависит от содержимого (0 или 1) или от 
логических переходов из 1 в 0 или из 0 в 1 ячейки, выступающей в роли агрессора [12]. 
Опишем данную нотацию, используя языковые средства языка VHDL. В листинге 2 при-
веден VHDL-код нотации, который позволит описать функциональные модели неисправностей 
запоминающих устройств, затрагивающих одну/две ячейки памяти. 
Листинг 2. VHDL-описание нотаций < S / F / R > и < Sa / Fv / R > 
 
Пример. В соответствии с данной нотацией переходная неисправность, которая характе-
ризуется невозможностью логического перехода состояния ячейки запоминающего устройства 
из 0 в 1 при выполнении соответствующей операции записи, на языке VHDL может быть опре-
делена следующим образом:  
constant fp_TF0   : TYPE_FP_SCELL := (('0', 'w', '1'), '0', '-');.                            (3) 
Приведенная ниже таблица наглядно демонстрирует  применение выбранной нотации для 
описания функциональных неисправностей ОЗУ на языке VHDL. 
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Таблица 
VHDL-описание функциональных неисправностей ОЗУ 
Функциональная неисправность ОЗУ VHDL-описание 
Неисправность константного нуля constant fp_SAF0 : type_fp_scell := (('-', '-', '-'), '0', '-'); 
Неисправность константной  
единицы 
constant fp_SAF1 : type_fp_scell := (('-', '-', '-'), '1', '-'); 
Переходная неисправность constant fp_TF0 : type_fp_scell := (('0', 'w', '1'), '0', '-'); 
Инверсная неисправность  
взаимного влияния 
constant fp_CFin0 : type_fp_tcell := (('0', 'w', '1'), ('1', '-', '-'), 
'0', '-'); 
Неисправность прямого действия 
constant fp_CFid0 : type_fp_tcell := (('0', 'w', '1'), ('-', '-', '-'), 
'0', '-'); 
Рассмотрим методику внедрения моделей функциональных неисправностей ОЗУ в про-
ект цифрового устройства с учетом приведенного универсального описания. 
4. Внедрение функциональных неисправностей ОЗУ 
Для корректного VHDL-описания цифрового устройства внедрение моделей функцио-
нальных неисправностей означает изменение поведения проектной модели [14]. Такие измене-
ния могут быть осуществлены как в поведенческом, так и в структурном представлении уст-
ройства [8, 15] и заключаются в применении нескольких подходов. Один из подходов исполь-
зует замену исходного описания на описание, которое представляет некорректное функциони-
рование компоненты согласно применяемой модели неисправности [7]. Еще одним примером 
может служить метод, который управляет значениями сигналов и переменных в процессе мо-
делирования цифровой компоненты, не изменяя исходного VHDL-описания [9]. В работе [10] 
описана программная среда, которая является надстройкой над языком VHDL и позволяет вно-
сить модели неисправностей в цифровой проект на различных уровнях абстракции.  
Для моделирования сложных неисправностей запоминающих устройств часто прибегают 
к реализации поведенческой модели при помощи HDL-языков либо языков программирования 
высокого уровня. Обусловлено это прежде всего тем, что для проектирования цифровых запо-
минающих устройств используют транзисторный уровень абстракции, который, в свою оче-
редь, затрудняет внедрение моделей функциональных неисправностей. Подавляющее боль-
шинство систем проектирования цифровых устройств не позволяет определять внутреннюю 
структуру встраиваемых ОЗУ, а использует модули памяти в качестве IP-компонент, для кото-
рых известными являются лишь интерфейсная часть и модель поведения. Один из подходов к 
внедрению и моделированию функциональных неисправностей запоминающих устройств по-
казан на рис. 2. 
 
Рис. 2. Структура компоненты ОЗУ, реализованной на поведенческом уровне языка VHDL 
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Подход заключается в создании несинтезируемого HDL-описания поведенческой модели 
ОЗУ, в котором процесс записи и чтения данных дополняется внедряемыми моделями неис-
правностей. При этом модели неисправностей представляются HDL-кодом, искажающим дан-
ные в соответствии с негативным воздействием моделируемого дефекта. 
Внедрение моделей неисправностей в цифровой проект должно быть управляемым и на-
страиваемым под различные ситуации моделирования. Языковые VHDL-модели неисправно-
стей должны отвечать таким требованиям, как возможность задания типа неисправности, ее 
местоположения и кратности, способность к автоматизации процесса моделирования цифрово-
го проекта. Исходные данные для внедрения неисправностей могут быть описаны в структуре 
данных, которая называется картой неисправностей. 
Рассмотрим применение предложенной методики для случая внедрения функциональных 
неисправностей запоминающих устройств в VHDL-описание бит-ориентированного синхрон-
ного ОЗУ. Вначале определим основные характеристики проектируемого ОЗУ: 
– однопортовое бит-ориентированное ОЗУ с информационной организацией 2N, где N – 
разрядность входной шины адреса ADDR, 2N – количество информационных бит; 
– ОЗУ имеет две одноразрядные шины данных: DATA_IN – входная шина данных, 
DATA_OUT – выходная; 
– управление функционированием ОЗУ происходит посредством четырех специализиро-
ванных входов: CLK – вход синхронизации, ReadWrite – выполнение операции чтения/записи, 
OutEnable – разрешение выходной шины данных, GEN_FAULT – управление процессом рас-
пределения неисправностей; 
– операция записи данных в ОЗУ осуществляется по переднему фронту синхросигнала, 
поступающего на вход CLK с предварительной установкой значений на входах ADDR, 
DATA_IN и ReadWrite='1'; 
– чтение данных представляет собой асинхронную операцию, условием проведения кото-
рой является предварительная установка значений на входах ADDR, ReadWrite ='0' и 
OutEnable='1'. Если OutEnable='0', то выходная шина DATA_OUT будет находиться в отклю-
ченном (высокоомном) состоянии; 
– операция формирования карты неисправностей осуществляется по переднему фронту 
сигнала, поступающего на вход GEN_FAULT. 
Составим по приведенным характеристикам описание языкового блока интерфейса про-
ектируемого модуля ОЗУ (листинг 3). Настраиваемыми параметрами выберем значения 
ADDR_WIDTH (разрядность входной шины адреса), FAULTS_COUNT (количество внедряемых 
неисправностей), FAULT_TYPES_SCELL_PERMIT (маска разрешения типов неисправностей, 
затрагивающих одну ячейку памяти) и FAULT_TYPES_TCELL_PERMIT (маска разрешения ти-
пов неисправностей, затрагивающих две ячейки памяти). Все входные и выходные линии мо-
дуля ОЗУ опишем в качестве портов типа std_logic. 
Листинг 3. VHDL-описание интерфейса проектируемой модели ОЗУ 
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Согласно исходной модели создадим поведенческое описание модуля ОЗУ, которое со-
держит три процесса: WRITE, описывающий операцию записи данных; READ, описывающий 
операцию чтения данных из ОЗУ, и GENERATE_FAULT, описывающий операцию формирова-
ния карты неисправностей. В декларации архитектурного блока объявим сигнал, который будет 
соответствовать массиву запоминающих ячеек ОЗУ, и глобальную переменную, которая будет 
соответствовать карте неисправностей. Карта неисправностей представляет собой структуру 
данных, содержащую такие сведения, как тип неисправности, ее местоположение и статус (ак-
тивна/неактивна). Процесс GENERATE_FAULT выполняет распределение местоположения, 
кратности и типов неисправностей при моделировании. Процессы WRITE и READ реализованы 
так, что представляют собой функционирование компоненты памяти согласно внедренным 
функциональным неисправностям, описание которых соответствует предложенной универ-
сальной нотации на языке VHDL (листинг 4). 
Листинг 4. Пример поведенческого описания проектируемой модели ОЗУ на языке 
VHDL: а) процесс WRITE; б) процесс READ 
 
Поддержка универсальной нотации моделей функциональных неисправностей позволяет 
внедрять их описания без какого-либо внесения изменений в исходный VHDL-код спроектиро-
ванной модели ОЗУ. Для внедрения модели неисправности необходимо выполнить следующую 
последовательность действий: 
– описать неисправность в соответствии с универсальной нотацией; 
– добавить данную неисправность в общий список неисправностей; 
– разрешить внедрение данной неисправности путем установки соответствующего бита 
маски разрешения типов неисправностей. 
Для оценки эффективности предложенной методики внедрения неисправностей произве-
дем оценку временных затрат на выполнение алгоритмов тестирования и контроля ОЗУ. 
5.  Верификация алгоритмов тестирования и контроля ОЗУ 
Для проверки поведения модели цифрового устройства с внедренными неисправностями 
можно использовать несколько подходов. Стандартный подход заключается в применении тес-
товых компонент TestBench, которые являются языковой надстройкой над моделируемой ком-
понентой. Различают два основных типа TestBench-модуля [16]: 
1) получающий выходные реакции моделируемой компоненты, которые затем анализи-
руются посредством программных пакетов моделирования (редактора временных диаграмм, 
символьного отладчика и т. п.); 
2) реализующий анализ выходных реакций моделируемой компоненты путем сравнения с 
ожидаемыми (эталонными) значениями. 
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Оба представленных типа могут автоматизировать процесс посредством использования 
системных сообщений и команд прерывания моделирования. Применение второго типа 
TestBench-модуля часто представляет собой реализацию предсказуемых выходных значений для 
контрольных состояний простейших цифровых компонент. Если проектируемая компонента яв-
ляется сложным устройством, то наилучшим способом будет использование второго типа 
TestBench-модуля, который генерирует детерминированный набор входных значений. 
В настоящее время среди большого разнообразия алгоритмов тестирования и контроля 
ОЗУ следует выделить маршевые тесты. Это высокоэффективные алгоритмы тестирования, ко-
торые позволяют с высокой вероятностью обнаруживать определенные типы неисправностей 
ОЗУ. В работе [17] был предложен универсальный язык описания тестов MTL, который широ-
ко используется для представления современных маршевых тестов. 
Согласно MTL любой маршевый тест представляет собой последовательность маршевых 
элементов, разделяемых символом «;»: 
< маршевый тест > ::= {< маршевый элемент > {; < маршевый элемент >}}.             (4) 
Используемые фигурные скобки служат для обозначения повторения выражения, заклю-
ченного в них. Выражение может повторяться k раз (k=0, 1, 2, ...). При k=0 выражение отсутст-
вует. В свою очередь, каждый элемент содержит символ, определяющий порядок перебора ад-
ресов ЗУ:   – определяет линейный перебор адресного пространства ЗУ по возрастанию,   – 
определяет линейный перебор адресов по убыванию,   – любой из способов линейного пере-
бора (по убыванию либо возрастанию). Кроме этого, маршевый элемент содержит последова-
тельность операций: 
< маршевый элемент > ::= < символ адресации > ( <операция> {, <операция>}) 
< символ  адресации > ::= || .                                                
(5)
 
Вертикальная черта служит для обозначения альтернативных случаев. Каждая < опера-
ция > представляет собой элемент из следующего набора: «r0» – операция чтения ячейки памя-
ти с ожидаемым значением 0, «r1» – операция чтения ячейки памяти с ожидаемым значением 1, 
«w0» – операция записи 0 в ячейку памяти, «w1» – операция записи 1 в ячейку: 
< операция > ::= r0 | r1 | w0 | w1.                                                    (6) 
Одна или несколько операций в маршевом элементе используются последовательно для 
адресуемой ячейки памяти. Переход к следующей ячейке будет осуществлен только после вы-
полнения всех операций в текущем маршевом элементе. 
Покажем, что данная нотация может быть реализована при помощи языка VHDL (листинг 5). 
Листинг 5. Типы, необходимые для описания маршевых тестов на языке MTL 
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Пример. Согласно MTL маршевый тест MATS+ имеет следующую запись: 
MATS+: { (w0);  (r0, w1);  (r1, w0)}.                                            (7) 
Приведем соответствующее описание данного маршевого теста на языке VHDL: 
shared variable MARCH_TEST_MATS_P : TYPE_MARCH_TEST_ACCESS := 
new TYPE_MARCH_TEST'( 
(ANY, new TYPE_MARCH_OPERATIONS'(1 => w0)) 
, (UP, new TYPE_MARCH_OPERATIONS'(r0, w1)) 
, (DOWN, new TYPE_MARCH_OPERATIONS'(r1, w0))); .                                  (8) 
Для автоматизации процесса верификации алгоритмов тестирования ОЗУ на основе 
предложенного описания маршевых тестов реализуем соответствующую процедуру на языке 
VHDL. Применение данного подхода позволит оценивать покрывающую способность произ-
вольного маршевого теста, заданного в соответствии с введенной нотацией. 
Используя предложенное средство верификации алгоритмов тестирования ОЗУ, оценим 
эффективность разработанной методики внедрения функциональных неисправностей запоми-
нающих устройств. Для этого был поставлен эксперимент, который заключался в сравнении 
временных затрат на выполнение процедуры тестирования для поведенческой модели ОЗУ и 
предложенной модели ОЗУ с возможностью внедрения функциональных неисправностей запо-
минающих устройств. Обе модели ОЗУ описывают запоминающее устройство с информацион-
ной емкостью 1 Мбит. Для модели ОЗУ с возможностью внедрения функциональных неис-
правностей оценка временных затрат выполнялась для двух случаев: без внесения неисправно-
стей и с внесением неисправностей произвольных типов одиночной кратности. Тип неисправ-
ности и ее местоположение выбирались посредством случайного равномерного распределения. 
В качестве алгоритма тестирования был выбран разрушающий маршевый тест MATS+. В ходе 
поставленного эксперимента для каждого выбранного случая маршевый тест выполнялся де-
сять раз. Моделирование осуществлялось на базе пакета программных средств ModelSim PE 
6.2f корпорации Model Technology, который в настоящее время является одной из самых рас-
пространенных систем HDL-моделирования [18]. 
Результаты эксперимента (рис. 3) свидетельствуют о том, что внедрение функциональ-
ных неисправностей в модель ОЗУ не повлекло за собой значительного снижения скорости вы-
полнения алгоритма тестирования. Так, время выполнения процедуры тестирования возросло 
не более чем на 5 %. 
 
Рис. 3. Сравнительная оценка временных затрат: а) поведенческая модель ОЗУ; 
б) предложенная модель ОЗУ без внесения неисправностей; в) предложенная модель ОЗУ 
с внесением неисправностей произвольного типа одиночной кратности 
Подобные результаты были получены при сравнительной оценке временных затрат на 
выполнение маршевых тестов различной сложности (рис. 4). Сложность теста L оценивается 
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как совокупность всех элементарных операций с тестируемым ОЗУ. Сложность теста MATS+ 
может быть оценена по следующей формуле:  
L(MATS+) = N + 2N + 2N = 5N,                                                      (9) 
где N – информационная емкость ОЗУ в битах. 
 
Рис. 4. Сравнительная оценка временных затрат на выполнение маршевых тестов различной сложности: 
а) поведенческая модель ОЗУ; б) предложенная модель ОЗУ с внесением неисправностей 
 произвольного типа одиночной кратности 
Представленные результаты проведенных исследований позволяют сделать вывод об эф-
фективности разработанной методики внедрения функциональных неисправностей ОЗУ по-
средством языка VHDL. 
Заключение 
В статье предложена методика внедрения моделей функциональных неисправностей ОЗУ 
в проектные описания цифровых устройств на языке VHDL, которая может быть применена 
для верификации алгоритмов тестирования и контроля ОЗУ с учетом внедренных моделей не-
исправностей. Выполнена оценка эффективности разработанной методики. Разработан подход 
к универсальному описанию функциональных неисправностей и маршевых тестов средствами 
языка VHDL. 
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FUNCTIONAL RANDOM ACCESS MEMORY FAULTS INJECTION 
INTO VHDL-PROJECTS OF DIGITAL DEVICES 
A methodology to inject functional RAM faults into the VHDL-projects of digital devices is 
presented. An approach to describe the fault models and memory test algorithms using VHDL lan-
guage is proposed. It is shown that the proposed methodology allows to evaluate the system’s behavior 
in case of the faults and to realize memory test algorithm verification. 
