Perhaps because of its relatively recent surge in popularity, object-oriented programming (OOP) has often been described as a revolutionary new programming paradigm. Such a characterization, though, is only partly accurate. While OOP can clearly be described as a programming paradigm, it is decidedly more evolutionary than revolutionary. Indeed, the seeds of OOP have been nurtured by developments in many subfields of computer science over the past three decades. Still, all of the premonitions of OOP did not coalesce into a recognizable influence on programming language and practice until they were motivated to do so by our collective practical experience in software engineering.
OOP is, to be sure, a paradigm in the current sense of that term. It embodies a way of organizing and representing knowledge, "a way of viewing the world" [Budd 1991 ] that encompasses a wide range of programming activities-including program analysis, design, and implementation. The paradigm derives its power from its view of computation as the simulation of real-world entities. Central to this view of computation is the notion of data abstraction. OOP tools and languages facilitate the description of collections of "objects"-agents that maintain their own internal state (data), perform actions (methods) in their own interest, and interact with other objects (by sending messages to one another), called "classes." The primary power of OOP derives from the fact that once defined, classes enjoy a type-like status. That is, (1) objects can be used without knowing the details of their implementation and can be properly protected from their consumers, (2) objects can be used according to a standard notation, using names, symbols, and operators in conventional ways, and (3) objects can be combined with other objects and types in expressive and efficient ways (composition and hierarchy) to define new, more complex types.
Each object has three aspects: what it is, what it does, and what it's called. The descriptive information associated with an object, called its state, includes its properties and the values of these properties. For most objects, the state properties don't change, though the state values may very well be modified during the object's lifetime. The collection of actions an object may perform on itself is called its behavior. This notion of performing actions on itself is an important feature of the object-oriented approach. The behavior of an object is considered to be part of the object itself. Encapsulating data and actions together in an object helps us design and understand a program. Finally, each object has an identity, which serves to distinguish it from all others.
It's entirely reasonable to assume that a program that would use one instance of an object might use several. All of these objects would be similar, in that they would have the same collection of member data and functions. Object-oriented languages allow one to de- Copyright © 1996, CRC Press. scribe a template, if you will, for an entire set of objects. Such a template is called a class. A class is nothing but a set of objects sharing common properties. An object can never exist in isolation; every object must be an instance of some class. This means that if we are going to use an object in a program, we must first describe the class to which the object belongs.
More formally, one can think of a class as a means for implementing an abstract data type. That is, to describe a class we identify the properties that any instance of the class (a particular object) must have. These properties consist of state information (called member or state data) and a collection of behaviors (member functions or methods) that such objects are capable of performing. Methods typically involve accessing, setting, or otherwise manipulating the object's member data.
Methods are invoked by an object in response to a message-that is, a request of the object to perform one of its methods. Message passing as a means for invoking methods differs subtly from subprogram invocation in most other programming paradigms. In OOP, there is a formal distinction between the subprogram call (the sending of a message) and the method of invocation (the receiving of the message). It is the responsibility of the receiver of a message to interpret the message-that is, to determine which of its methods to perform in response. So essential is the distinction that OOP has been defined as "programming by sending messages to objects" [Pinson and Weiner 1988] .
Taken together, these two mechanisms allow OOP programmers to overcome some of the deficiencies of other paradigms by supporting the description of full-fledged ADTs. Not only are classes a rich descriptive tool, but they support information hiding. That is, classes effectively encapsulate the abstractions they model by controlling (either implicitly or explicitly, depending upon the language being used) access to an object's members. Many OOP languages also support a formal distinction between a class's interface and its implementation.
Classes are also an efficient means of representation by virtue of the fact that they can be related to one another both compositionally (an object of one class can serve as a member of an object of another class) and hierarchically (to express "is-a" relationships). This latter feature is unique to OOP and affords a means for describing directly any information that is hierarchical in nature. In cases where classes are arranged in a hierarchy, a subclass is said to "inherit" from its superclasses. Each subclass extends the descriptions of its superclasses by adding specialized member data and methods that differentiate it from the superclass and from other subclasses.
When defining a subclass it may be necessary to redefine some of the inherited methods so as to make them more appropriate to the subclass. For example, a draw method for a window class might need to be redefined for a subclass representing windows with scroll bars. In OOP languages, each object is expected to be able to determine which version of a method is to be executed when it receives a message. This is quite different from traditional (non-OOP) languages in which this determination is made on the basis of static type information.
This ability to use the same name for actions on objects of different classes is but one example of a more general propensity for polymorphism that is common to all OOP languages. The simplest kind of polymorphism is overloading, in which two or more implementations may be associated with the same function name or operator (for example, using the "ϩ" to mean both integer and real addition). Some languages support parametric overloading, in which case functions that share a name are disambiguated by the number and types of parameters provided. Most OOP lan-guages also support parameterized classes to some degree (for example, List(T), which describes a list of objects of T).
These characteristics-objects and classes, message passing, abstraction, encapsulation, inheritance, and polymorphism-are the essence of OOP. Each contributes significantly to the overall utility of the paradigm, and each allows the paradigm to address one of the many software engineering concerns that motivated it. While different programming languages implement them in various combinations and to varying degrees, any language that implements them all is considered object-oriented.
