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Abstract
Web Services technology is an emerging paradigm in establishing a standard environ­
ment for legacy applications integration over the Internet. Using Web services and 
related technologies facilitate the implementation of a virtual enterprise across het­
erogeneous software platforms. However, Web services suffer from some shortcomings 
fulfilling requirements of setting up a reactive and autonomous collaboration among 
enterprises. The current technology' of Web services registry, known as UDDI, is in 
its infancy stage.
The aim of this work is to integrate intelligent software agents and Web services in 
order to apply them to create a collaborative environment. We s ta rt with describing 
the concepts of virtual enterprise, Web services, and software agents as well as their 
requirements, problems, and benefits. To this extent, we identify the existing prob­
lems with Web services technology and discuss the feasibility of using software agents 
and their abilities to prevail those difficulties. This thesis proposes a Web services /  
agent-based model for both the internal architecture of an individual enterprise and 
the UDDI registry as well. We define a multi-agent model in different levels of enter­
prise’s system architecture to accomplish a suitable selection of a registered service, 
to check the status of a process, to realize users’ requests, and to react to them  in 
a collaborative way with other agent-based Web services. Moreover, the thesis pro­
poses a multi-agent model to define a dynamic workflow capable of coordinating and 
monitoring the processes defined in the workflows.
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Chapter 1 
Introduction
The revolutionary approach of manufacturing systems design is changing from an 
isolated island of resources and data  to  a dynamic collaborative alliance of companies 
best known as a virtual enterprise. The virtual enterprise can be considered as a 
scenario th a t emerges in a world where individual companies come together as a 
coalition to fulfill the market demands.
Web services technology is an emerging paradigm in establishing a standard en­
vironment for legacy applications integration over the Internet. Using Web services 
and the related standards facilitate the implementation of a virtual enterprise in het­
erogeneous software platforms.
Intelligent agents are software entities, which are able to complete tasks on behalf 
of their owners autonomously. The power of self learning and reasoning allow an agent 
to be a suitable solution towards decision making with respect to  circumstances.
In this thesis, we propose an integration of Web services and software agent tech­
nologies, to realize inter-enterprise collaboration while maintaining privacy. We be­
lieve th a t the concept of the virtual enterprise paradigm and the combination of the 
Web services standards and the unique characteristics of intelligent software agents
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
are able to provide the most suitable solution for future Web-based manufacturing.
1.1 Global C om petition and Enterprise Collabo­
ration
Today’s world business pushes enterprises to go away from an isolated of resources 
and da ta  to a dynamic collaborative environment alliance of enterprises to carry out 
market demands and towards achieving customers’ satisfactions. Enterprise coalition, 
either stable or transient, known as virtual enterprise [5], helps companies sharing 
their resources such as technologies, data, skills, and facilities and provides a new 
type of product or service, which is beyond the capability of any individual member 
of the alliance. By virtual enterprise paradigm any individual business firm, either 
small or large, can join into a business union to put forward its services and to take 
advantages of some resources th a t are provided by other members. However, prior to 
any operational stage, forming a virtual enterprise requests some vital prerequisites to 
be set. Basically, the following fundamental questions are subjected to be answered.
How to realize custom ers’ requests towards offering services to them?
How to locate suitable and reliable enterprises?
How to communicate with others?
How to m onitor the progress o f the delegated tasks?
Business world changes frequently. In order to  survive, small companies need to 
join together and form a coalition to be able to compete, create new kind of services,
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
and satisfy market demands. Apparently, no individual enterprise can be on business 
stage without collaboration with others. The Internet and electronic business have 
affected the market deeply in such a way th a t economic growing depends on accessible 
resources over the Internet. I t leads us to develop a new form of economic model such 
as “virtual enterprise”, where participants stack their resources to provide a new kind 
of service. A virtual enterprise yields some features, which are suitable to support 
business collaboration;
• Ability in creating new kinds of services for any enterprises regardless of their 
sizes and geographic locations.
•  Enhancing the quality of services by sharing resources.
•  M odularity and reusability of business processes.
Web services paradigm is an emerging technology th a t revolutionizes distributed 
computing by enabling communication a t application level through the Internet re­
gardless of platforms, applications, programming languages, da ta  structures, and 
business models. A Web service is a self describing and a discoverable software 
component th a t assists applications to  integrate and exchange business document 
messages in a “service oriented” approach. Web services technology, not only allows 
inter-operability among heterogeneous environments, bu t also provides a loosely cou­
pled system architecture in which changing a component, at any level, has no im pact 
on any other entity. Developed software services are searchable over the Internet by 
publishing in the Universal, Description, Discovery, and Integration (UDDI), which 
addresses the business information of service providers as well as links to  Web Service 
Description Language (W SD L) th a t provides some m eta data  for explaining services.
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methods, param eters, and returned values as well as data structures and user de­
fined classes. A service requester, simply by binding to UDDI, discovers the desired 
services. Then, by applying the information sited in WSDL, they exchange business 
documents. Business-to-Business communication a t application level facilitates the 
establishment of a temporary collaboration, which takes into account some crucial 
param eters such as cost and time. A Web service offers some facilities th a t make it 
a superior selection in creating a collaborative environment.
The primitive combination of component-based middle-ware such as COM /DCOM , 
CORBA, and Web technologies to  integrate business processes seems good but not 
complete. The combination suffers from the ability of integrating different data mod­
els, workflows, and business rules. Therefore, the main demand is to have a new 
technology capable of integrating heterogeneous data models, and business rules. 
This is the essence and power of new paradigm known as “Web services”.
Web services have some similar features to  the component based approaches like 
CORBA and COM. However, there exist some differences between the two technolo­
gies [24]:
•  Web services technology uses a “document based” communication, however 
component based approach adopts an “object-based” one. This feature makes 
Web services technology as an independent software , or loosely coupled compo­
nent. In contrast, object based nature of component based technology implies 
dependencies among entities or “tightly coupled” systems.
•  The transportation protocol for component-based technology is HOP, which is 
not able to traverse firewalls easily. By employing H TTP as a communication 
protocol in Web services, passing documents throughout firewalls is easier.
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
In IT  industry, Web-based technologies are ongoing approaches, but also have 
raised some problems. The main problem is;
How to unify heterogeneous data models in different platforms to produce an inte­
grated solution?
“Web services” technology seems being able to solve some of the problems con­
cerning the Web based paradigm. The main objectives in distributed computing are; 
universal connectivity, decentralization, openness and dynamic evolution [1]. Web 
services technology is a new equipment to achieve some of these goals by proposing 
“software as a service”.
Web services are believed to be capable of revolutionizing distribution computing 
by enabling inter-operability at such levels, which have never been achieved. The 
main advantages of Web services approach can be considered as;
•  Inter-Operability. The previous generation of distributed computing such as 
CORBA and COM /DCOM , due to  the lack of uniform standards, had some 
limitations. Web services are implementable by any language and platform and 
are intractable with any other Web services deployed on different environments.
• M inimum Cost. Simplicity of implementation and universal supports for Web 
services to be a standard, have made it an affordable technology even for small 
companies.
• Vendor Support. Web services technology is a  product of some main software 
vendors companies such as Microsoft, IBM, HP, etc. On the contrary with other 
software technologies, Web services technology has been supported by industry 
from the beginning.
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However, despite offering revolutionary technologies in Business-to-Business co­
operation and feasibility of applying composite services to a dynamic environment 
such as virtual enterprise, Web services suffer from some shortcomings in fulfilling all 
requirements of setting up a reactive collaboration. These problems can be viewed at 
any level of adopting Web services in a virtual enterprise. The current technology of 
Web services standard in publishing, locating, and choosing a service in the Universal, 
Discovery, Description, and Integration (UDDI) is still in its infancy stages. Service 
requesters do not have any clue about reputation, qualification, history, and ranking 
of service providers to assist them in choosing the most suitable business partners. 
Moreover, the current technology of UDDI is based on “syntactical” matching rather 
than “semantically” equivalency. Indeed this kind of searching mechanism is not 
enough for service both providers and requesters.
The current paradigm in offering, invoking, and communicating among Web ser­
vices is not able to handle and realize all incoming and outgoing messages between 
two parties. The contents of Web Service Description Language (W SD L) are fitted 
for “invoking” methods rather than  “requesting” them. In fact, a service provider 
should be highly intelligent to realize the customer requirements and carry out them 
in a reasonable way.
Software agents are a  new paradigm derived from “Distributed Artificial Intelli­
gence”, which has been proposed as a suitable technology to create a cooperative 
intelligent environment. There are some general reasons in choosing software agents 
as solutions for business models [16]:
• “Autonom y” of an agent contributes autonomy for components involved in a 
process and consequently in the workflow.
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• Agents are “social”, which means they are capable of collaboration, negotia­
tion, and coordination, which are known as interaction among components in a 
business process.
• Agents are “proactive”, which addresses the responsibility of components for 
reacting to changes in environment pro-actively.
These properties make agents technology as a suitable paradigm in fulfilling busi­
ness processes.
1.2 Scope of the Thesis
Although we are dealing with three im portant major concepts, we do not go deep 
inside each of them. The scope of this thesis is mainly about the integration of two 
concepts: Web services, and intelligent software agents towards setting up a virtual 
enterprise.
The thesis focuses on the relationship among three concepts and how to  use them 
to set up a collaborative environment. We look at virtual enterprise as a major concept 
and use Web services technology to establish a virtual environment. Furthermore, 
we discover th a t Web services paradigm is not capable of handling all requirements 
of setting up a collaborative environment, thus we adopt intelligent software agents 
to  overcome those shortcomings of Web services on preparing a suitable environment 
for a virtual enterprise.
The work first reviews general concepts of the underlined related technologies and 
then identifies the requirements or circumstances by which a collaborative environ­
ment takes place. Then the thesis proposes a multi-agent based approach to Web
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
services paradigm to  realizing service requesters’ requirements. Software agents are 
defined a t each layer of an enterprise. To this extent, some agent based units are cre­
ated either inside the enterprise or Universal, Discovery, Description, and Integration 
(UDDI) registers.
On the enterprise side, a multi-agent model has been proposed, which consists 
of some units such as “Workflow Designer”, “Controller”, and “Coordinator”. The 
thesis argues the needs for each unit to provide solutions for some of the primary 
questions. Moreover, the thesis proposes a multi-agent model for the UDDI registry, 
which is not only capable of reasoning to assist service requestors towards semantically 
searching, but also offers some valuable data to  help customers in selecting the desired 
service providers with respect to their “reputation”, and “ranking”.
1.3 Organization of the Thesis
We reviewed overall requirements for enterprise collaboration and how Web services 
technology offers some facilities to  carry out some of the requirements. In Chapter 
2 we review the m ajor concepts; some related projects as well as other published 
results. We compare Web services and software agents to find out if there exist any 
similarities between them. We give a brief explanation of their strengths and weak­
nesses. Moreover, we clarify the exiting problems with them and how we are going to 
solve some of them. In Chapter 3 we propose a multi-agent based model for Web ser­
vices to overcome some shortcomings of Web services in order to form a collaborative 
environment. We identify the needs for using agents in each layer of Web services. 
Moreover, we adopt our multi-agent model both in enterprise and service registries 
(UDDI). Our developed prototype architecture and implementation are discussed in
8
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Chapter 4. We have prepared a prototype to  discover the shortcomings and advan­
tages of Web services by practice. The prototype shows how to connect, deliver, and 
return data to and from a Web service. In Chapter 5 w'e provide a brief conclusion 
and discuss the future work. Our conclusion and the enormous listing of future works 
show th a t Web services technolog): is still in its infancy stage.
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Chapter 2 
Literature Review
In this chapter we review the major concepts used in this thesis and the related 
literature. We highlight the problems exiting in the literature in order to clarify 
our approach in proposing a multi-agent model in the next chapter. Furthermore, we 
compare the Web services and software agent technologies to represent the similarities 
between them.
2.1 Concepts Review
In this section, we briefly review the concepts of V irtual Enterprise, Web Services, 
and Software Agents, which are the main focus of the thesis.
2.1.1 V irtual Enterprise
At this age of global economy, no any individual enterprise can survive indepen­
dently. World class business demands communication and resources sharing among 
enterprises not only to reduce cost and time, but also to  create a new kind of services. 
Collaboration for small and medium size enterprises is a m andatory issue towards
10
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sharing their skills and resources for competition purposes. In recent years, Web 
based technologies have brought a new paradigm of collaboration and resources shar­
ing applicable throughout the Internet. Nowadays, online trading over the Internet 
is a daily process in any kind of businesses. The requirements for resources sharing 
have introduced the concept of “Virtual Enterprise. ”
The coalition and communication among members of a VE, in terms of software, 
are carried out by computer networks, applications and software technologies.
The “Requests fo r  Services” raises the needs for collaboration. If both requests and 
services are predefined and static, the collaboration will be a perm anent interaction. 
On the contrary, in dynamic cases of both requests and services, the collaboration is 
treated as temporary one. Requests vary because enterprises have diverse needs. As 
a result, service variations may occur for any technical reason. To accommodate a 
dynamic property, the process of assigning services to  requests must be dynamic [25]. 
This idea is the essence of the concept of virtual enterprises. A Virtual Enterprise is 
a framework for dynamic changes for both requirements and services. Assignment of 
available services to requests can be viewed as many-to-many mapping th a t change 
over time.
D efin itio n  2 .1 .1 . V ir tu a l  E n te rp r is e .
A temporary goal-oriented cooperation and alliance of enterprises to share re­
sources and produce a new product or service fo r  customers such that no any individ­
ual enterprise can produce the same product or service independently. □
Moreover, according to [13] a virtual enterprise is defined as: “Virtually (tem­
porary) united of independent member companies to exploit a world wide business 
opportunity. A consortium of enterprises manufacture products together, none could
11
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build alone”. A VE consists of several workflows and each workflow is composed of 
several processes.
Networking inside a VE is supported by information and communication technol­
ogy. The virtual characteristic of a VE makes it free from either organization chart 
or hierarchy. A virtual enterprise can have centralized or decentralized control work­
flows, structures, and functions. The shared resources compose of wide variety of 
objects such as; skills, experienced workers, physical machines and devices, software 
systems, databases, etc. At the end of the life cycle of a VE, the involved companies, 
based on circumstances, decide to continue or dissolve the VE. We may consider a VE 
as a supply chain management system in which each individual enterprise behaves 
like a node th a t adds some values to the entire supply chain. There exists some other 
related terms besides the VE as: Extended Enterprise, Virtual Organization, Net­
worked Organization, Supply Chain Management, Cluster of Enterprises, etc. There 
exist some similarities as well as dissimilarities among them which are out of scope 
of this thesis. Interested readers are suggested to refer to  [5].
The tem porary nature of a VE leads us to define a formal life cycle for it. There is 
a basic life cycle introduced by [5] including: “Creation”, “Operation”, “Evolution”, 
and “Dissolution”:
1. Creation. This stage starts when an individual enterprise wants to handle a 
customer’s requirements and is unable to do them independently. There is some 
other functionality included in this stage as: partner’s selection, negotiation, 
privacy and sharing level, job description, coordination, etc.
2. Operation. A t this stage the enterprises who are involved in the VE work 
on their assigned tasks. They exchange information and share resources with
12
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
respect to security concerns and privacy issues, which have been set during the 
creation stage of the VE.
3. Evolution. Not every coalition of enterprises is perfect. Changing is one of the 
major challenging issues in every system. In any VE, regarding policies, adding 
or changing a business partner is a natural action.
4. Dissolution. This is the final stage of the life cycle, a t which the VE results in 
success or failure. At the final step of a VE, enterprises decide to continue or 
dissolve the VE. The final stage is more than ju s t dissolution. At this stage, the 
enterprises involved in a VE learn from the past stages and use them in future’s 
possible coalitions.
At the creation stage of any VE, it is necessary for enterprises to choose one as a 
“coordinator”. A coordinator can be either a member of coalition or an external en­
terprise. Scheduling and monitoring are amongst im portant duties for a coordinator. 
The other responsibilities of a coordinator are:
•  Looking for business partners.
•  Supervising all stages through the life cycle of a VE.
•  Monitoring all enterprises’ activities regarding the V E’s goals.
We depict the processes, which are defined through the life cycle of a VE in Figure
2 . 1 .
13
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Figure 2.1: The life cycle of a virtual enterprise
2.1.2 W eb Services
Web services, by using standard communication protocols, allow applications on dif­
ferent platforms and environments to  communicate and exchange data  over the Inter­
net. The main purpose of Web services is for distributed computing, which emerges 
to perform tasks in a distributed way rather than a centralized one [10]. Encapsula­
tion and hiding complexity of components are among the first benefits of using this 
technology in distributed systems. Component technology, which has been used in 
distributed computing very widely, considers every datum , event, or human operator 
as an object. In recent years, many technologies have been developed in term s of 
components and distributed computing, such as OMG’s product (Object Manage­
ment Group), Common Object Request Broker Architecture (COREA), Microsoft’s 
D istributed Component Object Model (DCOM), Sun Micro System’s Remote Method
14
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Invocation (RMI), and IBM’s Distributed System Object Model (DSOM). However, 
despite some advantages of these technologies in distributed computing, they have 
some limitations in communication and resources sharing. Due to the diversity of 
platforms and operating systems in different enterprises, communication without 
considering some universal standards is impossible. The Web services technology 
improves distributed computing by enabling communication a t the application level.
The authors a t [1] have defined Web services as: “Internet-based applications
fulfilling a specific task or a set o f tasks that can be combined with other Web services 
to maintain workflow or business transactions”.
Web services are software components, which use XML, a tex t based standard 
format, to communicate with other software components, either at the same platform 
or on different environments, through the Internet. The main purpose of Web services 
is to call a remote procedure and ask for an operation (request /  receive action). 
The most popular protocol for exchanging over the Internet, or the “Hyper Text 
Transfer Protocol (H T T P )” is the underlined communication protocol in Web services 
technology. Web services have some other characteristics:
• E n c a p su la tio n . A Web service hides complexity of the tasks. Requesters ju st 
submit their inputs and receive the results from Web services. It means th a t a 
Web service is implementable. The “sharing process” is a key concept in Web 
services, which is the result of encapsulation of services by ju s t invoking them 
through their interfaces.
•  T e x t B ased  In te r -o p e ra t io n , X M L . The text based property enables dif­
ferent applications in heterogonous environments to  communicate regardless of 
platforms, da ta  structures, and data  models.
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• S elf D esc rib in g . A Web service is capable of describing itself, results, facilities, 
and using methods. This information has been provided by the “Web Service 
Description Languages (W SD L)”, a text based XML standard.
•  E asy  to  S earch . A Web service may register and interested service requesters 
may find its location by searching the registry. The search is possible through 
the “Universal Description, Discovery, and Integration, (UDD I)”, a text based 
XML standard.
In order to exchange understandable messages, all parties should use some uni­
versal rules and data  structures. The standardization is possible through developing 
some globally known protocols a t different levels. In Web services technology there 
exist three standard protocols as SOAP, WSDL, and UDDI, which are based on XML 
standard. In this section we briefly introduce them and their functionalities.
S O A P  (S im p le  O b je c t A ccess P ro to c o l) .
The Simple Object Access Protocol (SO AP), is a messaging framework and software 
component, which allows application to communicate and exchange data. Each doc­
ument, which is subject to transm it, is called “SO AP message”. SOAP messages 
are not operational; rather they specify which operation should be called. On other 
words, SOAP is a framework to describe programming actions and behaviors.
W S D L  (W eb  S erv ice  D e sc r ip tio n  L an g u a g e).
In order to submit queries to  a Web service, a SOAP client must have enough infor­
mation regarding the Web service, its description, and functionalities. A client must 
know how to  connect, invoke, and receive results from an individual Web service.
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This kind of information for each Web service is stored in Web Service Description 
Language (W SDL) documents. Locating these kinds of documents is possible via 
registry entry as UDDI. WSDL is XML-based, which provides some m eta-data for 
using an individual Web service.
U D D I (U niversal D escrip tion , D iscovery  and In tegration ).
In order to set up a virtual enterprise, individual enterprises need an easy way to locate 
desired business partners or services in a more structural way. One way is to publish 
information about any services by service provider itself and on its own side. However, 
searching and locating all enterprises and their provided services through the Internet 
is a time consuming and absolutely not a convenient task. In order to facilitate 
locating proper services or companies, the Universal Description, Discovery, and 
Integration (UDDI) standard has been proposed, by which each enterprise interested 
in offering some sort of products or services, register their services and some other 
information regarding the Web services for discovery purposes by others. Basically 
the registry acts like a repository for some data  th a t describe business capabilities. 
An enterprise, by using registry, not only finds out desired services more easily, but 
also compares similar offered services in terms of their types by different enterprises 
and chooses the most appropriate one, which fits the enterprise needs.
Service C om position .
One of the most im portant results of employing Web services is using the combination 
of Web services to  achieve new kinds of services. Some researchers believe th a t the 
entire value of Web services is in their ability to  define service composition. Composite
17
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services, or value added services, are created by stacking skills and resources, and are 
treated as new services. By composing some services, enterprises can form an alliance 
to provide “One-Stop Shopping” for customers [2].
A composite service can be viewed as a service provider th a t has its own WSDL 
documents and is accessible for clients to use the composite service. A composite 
service provider may also register its services through the UDDI registry. The ag­
gregation makes the Web services, which are involved in composition, to  collaborate 
with each other. Due to  the inter-dependency among Web services and their own 
flows of control, the aggregated services need some attentions in defining both control 
and data flow.
2.1.3 Software A gents
Classical artificial intelligence mainly focuses on intelligent reasoning and problem 
solving. The idea of distributed problem solving and distributed computing has in­
troduced the Distributed Artificial Intelligence (DAI). DAI is concerned with distri­
bution of intelligent processes among independent entities [31]. An entity in DAI is 
defined as an agent.
There have been some definitions for software agent [31]. Brenner [3] defines a 
software agent as:
“A software program that can perform specific tasks fo r  a user and has a degree of 
intelligence that permits it to perform parts o f its tasks autonomously and to interact 
with its environment in a useful m anner”.
Jennings and Wooldridge [48] define an intelligent software agent as:
“A computer system that is capable o f flexible autonomous action in order to meet
18
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its design objectives.”
Among properties, which have been considered for an agent the following are more 
im portant:
• Autonomous. An agent should be capable of working independently without 
being controlled by another entity.
• Social. An agent is not an isolated component of information and abilities. 
Agents must interact and exchange information with others. In fact, any soft­
ware components w ithout any interaction with other components can not be 
considered as an agent.
• Reactive. Reacting to changes in the environment is one of the most im portant 
properties for an entity to involve in a dynamic collaboration.
• Proactive. Pro-activeness is one of the main characteristics of agents, which 
allows agents to take initiatives and prepare for next stages.
In a virtual enterprise, components need to communicate with each other. An 
agent can take place as a component in a VE. In fact, there exists a  multi-agent envi­
ronment to handle business processes. In multi-agent paradigm, each agent has been 
planned to acquire its internal goals such th a t whenever a set of agents collaborate, 
they contribute to achieve the “common” goals.
C o m m u n ic a tio n . The main issue in designing a multi-agent environment is com­
munication among agents. Communication means exchanging information and 
is essential for coordination and cooperation. The communication method de­
pends on the type of agents. For instance, communication takes place if an
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agent executes some rules. The activation and execution of the rules depend 
on behaviors and reactions of agents to changes in the environment. Thus, by 
executing these rules, the agent sends some signals or da ta  to destination for 
subm itting or asking for information.
C o o p e ra tio n . According to Doran [11], cooperation is defined as:
“In a multi-agent environment, cooperation occurs when the action of each agent 
satisfying either or both o f the following conditions:
1. The agents have some goals to achieve such that no achievement is possible 
in an isolated model.
2. The agents fulfill actions to achieve either their goals or others. ”
There exist three levels of Cooperation [31]:
•  Fully Cooperation.
•  Partly Cooperation.
•  Non - Cooperation.
In fully cooperation, each agent adopts its private goals to achieve the com­
mon goals, which are known through all agents. On other words, agents are 
interested in achieving overall goals rather than private goals. However, in a 
non-cooperation case, agents act as stubborn components, which do not like 
changing their private goals to  contribute in achieving the common goals.
C o o rd in a tio n . Jennings [14] has defined coordination as:
“The process by which an agent reasons about its local actions and the actions 
of others to try and ensure the community acts in a coherent manner. ”
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Dependency among agents, especially in their goals, and achieving a common 
result, makes coordination as an essential part for multi-agent systems. For 
instance, in a virtual enterprise, common goal is to offer some products to 
customers, which no any enterprise is able to produce it independently. Thus, 
the output of each individual enterprise contributes toward achieving the final 
product.
2.1.4 W eb-Services vs. Software Agents: A C om parison
In this section, as a research result, which we have encountered during the preparation 
of the thesis, we compare Web services and software agents to discover the possible 
similarities between them. On other words, we are interested if it is possible to view 
a Web service as an agent. The comparison will be based on the FIFA specification 
for software agents.
Is a W eb Service A n A gent?
As an interesting point, we are concerned about if Web services technology satisfies 
the requirements of software agents’ specification. The system architectures for both 
technologies look very similar. However, we must consider a standard comparison 
between two technologies. So, the challenge is:
“Is it possible to view each Web service as an agent?”.
In order to  have a standard and reasonable comparison, we focus on the standard 
specification of FIFA [43].
An agent is an active object, which is not controlled by another entity. Wooldridge 
and Jennings [48] have divided agents into:
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• Weak. An agent is weak if it is autonomous, social, reactive, and proactive.
• Strong. An agent is strong if in addition to the properties of a weak agent; it 
has one or more of the following: mentalities notions (beliefs, goals, plans, and 
intentions), adaptability, etc.
In fact, an agent is a software abstraction with behavior, inheritance, encapsula­
tion, state, and identity and a strong agent is an active object tha t is able to reason 
and communicate via structured messages [43]. Generally, whenever there is a ref­
erence to  an agent, the strong one is considered. However, an object with some 
characteristics can be viewed as a weak agent as well. A strong agent has common 
sense mental structure, beliefs, desires, and intentions. However, a weak agent is an 
object with some agenda. So, obviously an independent functioning unit, such as an 
object, can be viewed as a weak agent. Therefore, a Web service, as an independent 
functioning unit (not controlled by another entity), with some agenda (offering some 
services) can be treated as a weak agent.
FIPA defines an agent as [43]:
“A n  agent is a eomputational process that implements the autonomous, commu­
nicating functionality of an application”.
or in detail:
“A n  agent is an encapsulated software entity with its own state, behavior, thread of 
controls and ability to interact and communicate with other entities, including people, 
other agents, and legacy systems. ”
Now, we try  to  describe a Web service in terms of the first definition of an agent:
“A Web service is a computational process (  method and procedure) that imple­
ments ('implementation p a r tj  the autonomous ( not being controlled by another Web
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service^, communicating ('throughout SOAP messagesJ functionalities of an applica­
tion ('service j ”.
Based on the second definition of an agent, we describe a Web service as:
A Web service is an encapsulated software entity {by interface) with its own 
state {some rules), behaviors {reaction to requests), and thread of control {internal 
workflow) and an ability to  interact and communicate ( through SO AP messages) with 
other entities including people {client request), other agents {other Web services), and 
legacy systems {regardless o f platforms).
Until now we are able to define a Web service in terms of the agent terminologies.
FIPA lists some requirements for interactions between an agent and an agent, an 
agent and a user, as well as an agent and an existing information source. However, 
the point is th a t not all behaviors are presented in a particular agent [43]. Based on 
the FIPA specification, in Table 2.1, we compare some of the basic requirements for 
interactions in both agents and Web services technologies.
The FIPA abstract architecture [44] defines a set of architectural elements and 
their relationships to define, locate, and communicate with each other. We first look 
at the definition of elements in agent technology based on the FIPA specification 
and then try  to  find an equivalent element in Web services technology with similar 
functionalities. To this extent, we focus on the existing defined relationships among 
elements in FIPA specification and our effort to find the same relations in Web services 
technology.
We have divided the elements, which have been defined in FIPA specification [44] 
into these groups: Entities, Services, and Messages groups. We review and compare 
the elements of Agents and Web services in each of these groups as well as their
23
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Table 2.1: Agents and Web services corresponding basic requirements for interactions
S oftw are  A g en ts  T echnology W eb  Serv ices T echno logy
An agent needs to  publish its services 
and resources to other agents as well as 
discovering services or resources of other 
agents [43]. This is achievable through 
registration in the Directory Facilitator 
(DF).
A Web service publishes its services or 
resources in order to be discovered and 
used by other Web services or clients. 
This is achievable through registration 
in the UDDI registry.
Agents need to communicate with each 
other. They should also be able to use 
existing infrastructure (T C P /IP  net­
working, HTTP, etc) [43].
Web services communicate with each 
other through SOAP messages standard. 
The transportation protocol of Web ser­
vices is HTTP (regardless of platforms).
Agents need to be able to access (exist­
ing) information sources[43].
Web services, as long as the XML based 
SOAP messages transportation is possi­
ble, can access to existing information 
sources.
The communication should be robust in 
the sense th a t recovery from exception 
conditions should be possible [43].
An asynchronous communication is ro­
bust. In the synchronous case, which 
a Web service needs some information 
from another one, it suspends the exe­
cution until receiving information. How­
ever, a Web service is m ulti-threats and 
offers services to a large number of users 
a t the same time.
Security issues of offering services. Internal policies of Web services.
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Table 2.2: The entities group
E le m e n ts  D e sc r ip tio n A g en ts  T ech. W eb S erv ices Tech.
A com putational process 
th a t implements the au­
tonomous, communicat­
ing functionality of an ap­
plication.
Agent Web service
An entity consists of: 
name, locator, and a t­
tributes.
Agent Directory Entry Included in UDDI
Providing some m eta data  
regarding offered services.
Agent Directory Service Included in UDDI
A set of transport- 
descriptions used to 
communication.
Agent Locator A link to WSDL in UDDI
Unique identification. Agent-Narne Web service name
relationships separately.
• Entities Group. Table 2.2 shows the elements of this group and their corre­
sponding elements in the Web services technology. Table 2.3 dem onstrates the 
relationships among the existing elements in the Entities Group.
•  Services Group.
Table 2.4 shows the elements of this group and their corresponding elements in 
the Web services technology. Table 2.5 demonstrates the relationships among 
the existing elements in the Services Group.
•  Messages Group.
Table 2.6 shows the elements of this group and their corresponding elements in 
the Web services technology. Table 2.7 demonstrates the relationships among 
the existing elements in the Messages Group.
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Table 2.3: The re ationships between elements in entities group
R e la tio n sh ip A g en ts  Tech. W eb S erv ices T ech.
Each entity has a name. Agent-Name Web Service Name
Entities communicate via: ACL SOAP
Provides a location where 
entities register their de­
scriptions.
Agent-Directory-Service Included in UDDI
Other entities search to 
find out services.
Agent-Directory-Entities UDDI
Registering is by saving: (Agent-Name, Agent- 
Locator)
(Some M eta-data, A Link 
to the WSDL)
Registering and discover­
ing are achievable by:
Agent-Directory-Entry UDDI
We have constructed a corresponding mapping between some elements of both 
agents and Web services. Also, we showed tha t even the relationships among elements 
in both technologies are very similar. In fact, both agents and Web services not only 
communicate through their languages but also their processes of creating, deploying, 
registering, and discovering are very similar.
S o ftw are  In te g ra tio n  C o m p a riso n
Now, we go further and compare the two technologies a t a higher level. In order to 
use a non-agent software system FIPA specification [45] identifies two agent roles:
•  Agent Resource Broker (A R B ). An ARB agent brokers a set of software de­
scription to interested agents. Clients query it about what software services are 
available.
•  W RAPPER Agent. This agent allows an agent to  connect to  a software system 
uniquely identified by a software description.
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Table 2.4: The services group
D e sc rip tio n A g e n ts  T ech. W eb  S erv ices Tech.
Provided for entities and 
other services.
Service Service
Specific string indicating 
how to bind to  a partic­
ular service.
Service-Address Included in WSDL




For registration and locat­
ing services.
Service-Directory-Service UDDI registry
Provides unique presenta- 
, tion for service.
Service-Name Service Name
A parallel structure de­





Can be used to  access and 
make use of a service.
Service-Locator A link to WSDL in UDDI
Describing the binding 
signature for a service.
Service-Sign atu re Security issues in Web 
services
Defining the type of a ser­
vice.
Service-Type Included in UDDI
Describing the type of a 
service signature.
Signature-Type Security issues in Web 
services
Table 2.5: The re ationships between elements in services group
R e la tio n sh ip A g e n ts  T ech . W eb  S erv ices T ech.
Provides a location where 
services can register their 
services descriptions.
Service-Directory-Service UDDI database
Are able to  search Agents Web services
(Service-Directory-Entry 
or UDDI) is a:
Key-Value-Type XML based
(Service-Directory-Entry 




data, A link to WSDL)
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Table 2.6: The messages group
D e sc rip tio n A g en ts  T ech . W eb  S erv ices Tech.




sage delivery and encod­
ing.
Envelope SOAP envelope
Encodes the structure of a 
message.
Encoding-Service D ata types encoding rules 
in SOAP
Supports sending and re­




Binding framework in 
SOAP
An encoded message sup­
posed to be sent (actual 
data).
Payload SOAP payload




The part of a message, 
representing the domain 
of communication.
Content SOAP body
A language used to  ex­
press the content of a 
communication.
Content Language (FIPA- 
SL, FIPA-RDF)
XML





A particular message de­
livery.
Transport Binding framework in 
SOAP
The object conveyed from 
entity to entity.
Transport-Message SOAP envelop
A self describing structure 





An address specific to  a 
particular type.
Transport-Type Included in WSDL
The type of transport. Transport-Description Included in WSDL
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Table 2.7: The relationships between elements in messages group
R e la tio n sh ip s A g en ts  T ech. W eb  S erv ices T ech.
Structure of message Key-Value-Tuple XML based
W ritten in ACL SOAP
Content of the message is 
expressed in:
Content-Language XML
A message contain: (Sender, Receiver) (Sender, Receiver)
A message is encoded 
into:
Payload Payload
A message is included in: Transport-Message SOAP envelop
The payload is encoded 
using:
Encoding-Representation XML and encoding rules 
in SOAP.
A transport consists of: (Payload, Envelop) (Envelop)
Each entity has one or 
more:
Transport-Description WSDL
A set of Transport- 
Descriptions can be held 
in:
Agent-Locator Links to the WSDL in 
UDDI
Basically, a client agent, in order to access a non-agent software system, queries the 
ARB and finds out the W RA PPER agent th a t is responsible for the desired software 
system. FIPA specification in software integration [45] has defined a reference model, 
which consists of:
•  Directory Facilitator (DF). A specialized agent, which provides a “yellow page” 
directory service. Agents advertise their services to an agent domain by regis­
tering with the DF.
• Agent Communication Channel (ACC). Providing a message-routing function 
for inter-agent communication (Inter-operability).
• Software (SW ). Non-agent software systems are described by software descrip­
tions.
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• A R B  agent.
• W RAPPER agent.
In the reference model, the agents, which represent ARB and W RA PPER register 
with the DF. In fact, by registering with the DF, they advertise th a t they provide 
software description for both ARB and W R A PPER  services to  clients. Any agent 
interested in using a registered non-agent software system queries the DF for an agent, 
which provides an ARB service. Furthermore, The agent by finding and querying the 
ARB agent asks for a software system, which matches some specific requirements and 
the ARB agent returns a software description, which uniquely identifies a specific 
software service. Finally, the client agent queries the DF to find a W RA PPER agent 
for the desired software service and starts to communicate with the W R A PPER  agent.
By comparing the software integration methods using agents and Web services, 
we find out tha t there exists a similar scenario in the Web services technology as well.
In Web services technology the UDDI registry can play the role of Agent Resource 
Broker (ARB). In fact, the UDDI brokers a set of service description to interested 
users. Clients by querying the UDDI find out w hat kind of software services are 
available.
Each Web service has both interface and implementation. In terms of agent tech­
nology, the service implementation has the role of software system and the service 
interface plays the role of W R A PPER  agent. The service interface, or W R A PPER  
agent allows a client to connect to a software system. Also, the UDDI registry, can 
play the role of Directory Facilitator (DF) in agent paradigm as well.
In Web services paradigm services register in UDDI, (o r DF), and any client, (or 
agent), interested to find a software system queries the UDDI, ( or DF). Consequently,
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the UDDI returns the service, which offers the desired software system. Simply the 
client, {or agent), queries the interface of service, {or W RAPPER), to use the software 
system.
This section discussed the similarities between Web services and software agents 
technologies. The comparison was based on FIPA specification for software agents. 
By constructing a mapping between some elements in both agents paradigm and Web 
services technology and also their corresponding relationships, we dem onstrated that: 
Indeed, the Web services technology has many similarities with the agents paradigm.
2.2 Literature Review
Alrtual enterprise based on agents and Web services is a new research areas in com­
puter science related fields. There have been lots of efforts and researches to integrate 
software agents in a VE. By the emergence of Web services, it seems researchers are 
focusing on adopting Web services and software agents together towards fulfilling the 
requirements of enterprise collaboration. There have been a few efforts to use agents 
in Web services, bu t each of them addresses some specific usages of agent’s properties 
in Web services. We have classified the related researches based on their approaches 
to workflows, composite services, quality of services, and finally general adopting of 
agents to  Web services technology.
2.2.1 W eb S ervices/A gent-based  Approaches for W orkflows
Computerized workflow has been one of the main research area in software engineering 
for a long time. There have been some approaches for defining a workflow in term s
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of the used technologies. In this section, we are interested just in those cases, which 
have been defined in terms of software agents and/or Web services.
A gent-based  A pproaches
The use of agents in workflow management systems, WfMS, has been discussed in 
several publications. In [7], each workflow has been represented by multiple agents:
• “Personal Agents” act on behalf of actual participants. A personal agent rep­
resents an actual individual member in a business organization with multiple 
roles.
• “Actor Agents” is viewed as a specific instance of a personal agent with a certain 
role such as object modeler. A mobile actor agent has a list of goals, tasks and 
a process in which a specific role is involved.
•  “Authorization Agents” work as facilitators for a set of specialized functions 
such as workflow, communication. Authorization agents know how to retrieve 
valuable information, either from existing tools or from their own repository.
These agents act as personal assistants performing actions on behalf of the workflow 
participants and facilitating interaction with other participants or organization.
In [15], the “Advanced Decision Environment fo r  Process Tasks (A D E P T )” project 
has been described. The multi-agent architecture consists of a number of autonomous 
agencies. A single agency consists of a set of subsiding agencies, which are controlled 
by one responsible agent. Each agent is able to perform one or more services. These 
atomic agents can be combined to form complex services by adding “ordering con­
straints” and “conditional control”.
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None of [7] or [15] adopts agent technology to  compose workflow execution engine 
dynamically. The logic for workflow processing is hard-coded and thus it is hard to 
reuse the workflow execution engine for other business process.
In [28], a “Multi-Plan State Machine” agent model has been presented. Agents 
are assembled dynamically from the description into a language and can be modified 
while running. But users have to describe, in detail, how agents can be assembled 
together and what changes are allowed.
In [50], the use of agents to integrate “cross-enterprise” dynamic workflow has 
been discussed. Three components have been defined:
• Workflow Deflnition Tool. Users are responsible for defining cross-enterprise 
workflows specifications. It allows a user to chart a personalized cross-enterprise 
workflow using a Web Browser based on existing or new templates.
• Agent Society. A collection of agents th a t provide the general functionalities of 
a cross-enterprise workflow execution engine. The agents have been categorized 
into three classes:
1. Process Agent. Responsible for transforming a workflow specification into 
a workflow instance.
2. Discovery Agent. Responsible for assigning tasks to some entities.
3. Monitor Agent. A mobile agent responsible for monitoring the execution 
of a given task a t a local host, where the corresponding task is executed. 
It is capable of informing the process agent or other monitor agents of the 
execution status of a task.
33
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
• Actual Services. A collection of applications, which offer services th a t allow 
users to  access and perform tasks.
The model in [50] can be viewed as a great proposed idea to utilize software agents 
in defining workflows. However, the following points are questionable in this model:
1. The definition of a workflow is based on the traditional definition of workflow in 
which a workflow consists of some tasks and each task is supposed to be executed 
with respect to  the Event-Condition-Action  rules. This kind of “predefine” 
definitions of rules, is the same as static definition of workflows in which the 
rules are hard-coded and are not changeable even at runtime.
2. After defining a workflow a t the design time, the designer submits it to the agent 
society to carry out. So, despite the availability of some templates, another 
shortcoming of [50] is defining a workflow initially by human users.
3. The monitoring of the execution of tasks is ju st handled by a monitor agent, 
which migrates to the local host. There is no defined mechanism to compare 
the plan and the execution process and inform users or agent society to change 
or cancel the process.
4. The model does not address the “dynamic” locating of a “suitable” partner and 
it is supposed to  have a “well known” business partner. Furthermore, there is 
no mechanism to assign tasks to partners.
W eb S erv ice /A g en t based  A pproaches
OASIS proposed “Business Transaction Protocol” [6], a specification for an XML 
based protocol for managing transactions over the Internet. The business transport
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protocol incorporates a two-phase commit protocol to control workflows. It has been 
designed to  allow coordination of applications works between multiple participants 
owned or controlled by autonomous organizations.
A “Shadow Board Agent” architecture by orchestrating multiple Web services in 
an agent based transaction model has been proposed in [17]. Each participant has 
been wrapped as a Web service and uses an agent oriented approach to engineer each 
Web service as a software agent. The model specifies the common communication 
protocol between multiple agents and lets subagents deciding about their own internal 
transaction process. Consequently, the internal behavior and control logic is isolated 
from the overall transaction level.
At the center of the whole transaction agent [17], the “Coordination and Delegation 
Agent”, or “Root”, has been sited, which is the only contact point to the requester 
user applications. The Root engages a number of “Resource Agents” for coordinating 
resources and “Wrapping Agents” for Web services. Moreover, the Root is associated 
with a “Discovery” in order to discover the services. The model proposed in [17] 
focuses on how to perform transactions in loosely coupled environments.
Despite a great agent-based architecture, the model can be criticized as:
1. The initial defining of workflow is not discussed in the model. It does not 
address how to generate a workflow and who is responsible for it.
2. The model does not address monitoring mechanism. The assigning tasks to 
participants are one way action and there is no control on checking status of 
the delegated tasks and probably replacing the existing partners.
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3. The rating mechanism is not suitable. The information regarding the quali­
fication of an individual partner is saved at the Root component and is not 
available for public access. Consequently, In the case of needs to a new partner, 
the rating system in this model cannot answer which candidate is more suitable.
4. Despite claiming the elimination of central coordination in fulfilling jobs, there 
is a need to the Root component to coordinate the whole tasks in the workflow. 
Thus, in fact there is a need to a central coordination for fulfilling the related 
tasks in workflows.
There are some other research papers related to using agents and Web services 
for defining workflows [19] [4], and [35]. Most of them address a high level conceptual 
description of topic such as defining a multi-layer business process or using agent in a 
very ambiguous way to search directory registry. They have not provided a detailed 
description regarding adopting agent paradigm and Web services to create workflows.
2.2.2 A gent-based  Approaches for Service C om position
Web services are most valuable when composed together. However, existing ap­
proaches are limited to  a hard-coded procedural abstraction for composition and 
cannot handle flexible interactions to support realistic composition. There exist some 
researches to propose a dynamic composition based on agents.
An interesting conceptual and generic approach has been proposed in [33]. The 
approach is based on “temporal logic”, which has rigorous semantics, and yields a 
naturally distributed execution. A multi-agent system has been taken on the prob­
lem of service compositions, emphasizing the agent based distributed computing. 
The approach is to achieve service composition by using an agent for each service
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to  be composed and declaratively specifying workflows for the agents. The agents 
can dynamically and with maximum flexibility handle the right events with enough 
constraints to satisfy the workflow. It can facilitate the design and enactment of co­
ordinated behaviors by hiding low-level details. By separating the specifications and 
the internal languages, it is possible to declare specification and apply operational 
decision procedures for them.
Agents act autonomously, constrained only their coordination relationships [33]. 
Thus decisions on events can be taken on local information. Moreover, decision­
making functionality occurs when the decision needs to be made. In [33], there has 
been defined a “guard” on each event. The guard on an event is a condition such 
tha t when it is true, then it is OK to let the event happen. The guard depends on 
the dependencies th a t have been specified. The approach proposed in [33], considers:
• Initially determining the guards on each event.
• Arranging for the relevant information to flow from one event to another.
• Modifying the guards to acquire the information received from other events.
The model in [33] can be viewed as a conceptual approach. The approach does 
not address the challenge of hoŵ  the required declarative specification created a t the 
first place.
Interleaving Web services composition and execution, using software agents and 
delegation have been discussed in [21]. Interleaving stands for carrying out the com­
position and execution of Web services in parallel. Furthermore, An agent-based 
multi-domain has been proposed in [21]. Domains are spread across the network 
and adm inistrators manage them. Two types of domains exist: “user-domain” and
37
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
“provider-domain”. A “domain” has been defined as a “duster” of computing hosts 
on top of which portal of services and software agents are deployed. Two types of 
agents have been considered in the “agentification” process [21] of an environment 
of Web services: “user-agent” which acts on behalf of users, and “provider-agent”, 
which acts on behalf of providers who manage the Web services constituting the basic 
components of composite services. The work mainly focuses on the t hree dimensions 
along which a composition process can be seen:
• W hat set of services to  use for composition process.
• Which service provider’s resources to use.
• Which instances of each service to use for a particular client session.
Furthermore, it has been mentioned that, for a composite service, the selection 
of its component services is based on two criteria: execution cost and location of 
computing hosts.
Although the work proposed in [21] is utilizing software agent to Web services 
composition, however the model mostly focuses on the selection of services involved 
in the composition rather than composition itself. The argument is th a t a composite 
service cannot handle a change th a t occurs while it is under execution. However, the 
model does not discuss how to define a dynamic model for composition itself. On 
other words, before dynamic selection of services, we need to know how dynamically 
the processes in composite service are changing, which contribute the need for new 
services.
There are some other researches on service composition using both the concept 
of agents and some descriptive languages such as DAML-S and Web Service Flow
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Languages (WSFL). Most of the researches have been focused on using DAML-S and 
DAML-t-OIL to propose a semantically approach for service composition.
Composing Web services using techniques from ’’Agent Factory” has been dis­
cussed in [29] and [34]. DAML-S [41] standard has been used as a description language 
to  reason about Web services. The main goal of the work is to show how the DAML-S 
description of Web services offers enough structure for automated configuration by 
Agent Factory.
Agent Factory [34] has been defined as a service for autom ated design of software 
agents. An agent factory consists of:
• Design Center. Responsible for the actual design process of agent specification 
based on given requirements.
• Building Block Retrieval. Responsible for retrieval of building blocks by query­
ing, in which characteristics with respect to  functionalities, behaviors and states 
are specified.
• Assembly. Operational code is assembled on the basis of an operational config­
uration specification.
The approach in [34] considers ju s t the design level. The design process is com­
posed of three sub-processes:
• Design Process Coordination, coordinates the design process itself by issuing 
information related to  overall design strategies.
•  Requirement Qualification Set Manipulation, manipulates sets of requirements.
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• Design Object Description Manipulation, manipulates descriptions of design ob­
jects.
In the model proposed in [34] it has been tried to draw a map between Agent 
Factory Structure and DAML-S concepts. It has been claimed th a t Agent Factory 
and Web services both poss a conceptual and an operational description. DAML-S 
is used to specify conceptual building blocks and WSDL to express operational level 
details.
DAML-S contains:
• Profile, which describes what the service does.
•  Process, presents the internal working of the service in terms of the internal
process, their process model and the internal data-flow.
•  Grounding, specifies the operational level details of the service by linking the 
conceptual level descriptions to the WSDL description of the service.
Furthermore, the following map has been defined:
• Components in Agent Factory i-> Service (with Process, Profile, and Grounding)
in DAML-S.
•  D ata Types in Agent Factory w- 10 and External Ontology in DAML-S.
• Coordination patterns in Agent Factory h-> Control constructs for composite 
process and preconditions in DAML-S.
A representation composition constraint for semantic Web services has been pro­
posed in [8]. The work has proposed the Agent Service Description Language (ASD L)
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to  describe the external behavior of the agent services. An ASDL specification de­
scribes the messages understood by a service along with an interaction protocol. Like 
WSDL, ASDL can be published and accessed through a registry. The imported ser­
vices represent an agent role with its behavior described in its ASDL description. In 
other words, by using ASDL it is possible to define the behavioral characteristics of a 
Web service. A Web service th a t implements behavior to preserve its autonomy has 
been considered as Web Agent Service [8].
In fact ASDL is a behavioral extension of WSDL, which describes the constraints of 
service invocation to capture the external visible relationship between the operations. 
An ASDL contains states for all operations defined in WSDL with the name and 
operation attributes same as the operation name.
Moreover, the [8] has proposed the Agent Service Composition Language (ASCL) 
to describe the composition of new services from existing ones. An ASCL specification 
describes the interaction with other agent services and describes the logic of how a 
new service is composed from existing ones.
In our point of view, although both works in [8] and [34] have proposed new and 
interesting ideas, however, both of them  are unable to give a dynamic composite 
service. For instance, in [8], in order to define a composite service; the designer must 
create the corresponding files for ASDL and ASCL in advance, which are expression 
languages for service composition. The [8] does not address how ASCL and ACDL 
are generated during run time. In fact their methods are suitable to present and 
invoke those pre-known services, which have been involved in a composition. In case 
of changing or need to an individual service, the models do not give any answer.
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A model based on Petri Net [26] has been proposed in [27]. The goal of the ap­
proach is to  enable markup and automated reasoning technology to describe, simulate, 
compose, test, and verify compositions of Web services. The model uses DAML-S on­
tology for describing the capabilities of Web services. Moreover, the semantic has 
been defined in terms of first-order logical language and, the service description has 
been encoded in Petri Net formalism and to  provide decision procedures for Web 
service simulation, verification, and composition [27].
Moreover, the model in [27], has provided a set of computational analysis tools, 
based on Petri Net, which provide autom ating Web service tasks such as:
• Simulation. Simulates the evolution of a Web service under different conditions.
•  Validation. Tests whether a Web service behaves as expected.
• Verification. Establishes certain properties of a Web service.
• Composition. Generates a composition of Web services th a t achieves a specified 
goal.
• Performance Analysis. Evaluates the ability of a service to meet requirements 
with respect to throughout times, service levels, and resource utilization.
2.2.3 A gent-B ased  Approaches for Q uality o f W eb Services
Current architecture of Web services technology allows a service requester to  find 
services based on syntactical match and some criteria. However, current approaches 
do not provide any mechanism for selecting a suitable or good service. On other 
words, the challenge is, how to  select and locate a service provider, who offers the 
best implementation of a particular service regarding cost.
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R eputation o f W eb Services
There have been some researches in proposing an agent-based approach to assist a 
service requester to choose the most suitable service. A conceptual model for Web 
service reputation has been proposed in [23]. In this model, there has been defined 
a “Web Service Agent Proxy (W S A P )” to access each service. A WSAP is an agent 
th a t acts as a  proxy for clients of Web services. .A client would have a WSAP for 
each service th a t it needs. In other words, when a client needs to bind to a service , it 
instantiates a WSAP, which consults the registry to get help in finding an appropriate 
service provider. To this extent, the registry records any feedback from the client to 
help finding better providers in future.
The W SAP model proposed in [23] can be considered as an interesting approach in 
rating mechanism. However, there are some questions and ambiguities in this model:
1. The model assumes th a t clients have already chosen the interface of the desired 
services, and ju st need to decide on a service implementation. This is a special 
case of service discovery, which has been reduced to “service implementation 
discovery”. There is still an open problem; in the case tha t how clients choose 
an interface rather than implementation.
2. The model addresses the rating mechanism on the client side by which each 
client has a WSAP for each Web service. However, there is no proposed model 
on UDDI registry side to show how the requests from WSAP are handled. On 
other words, the current technology of UDDI registry does not handle a rating 
mechanism by getting some information as minimum qualification and deciding 
on a good candidate to assist clients. The current paradigm of UDDI is ju s t a
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database of information, which is available through some query languages. How­
ever, in order to reason about qualification or reputation of a service provider 
there is no mechanism. In next chapter we will argue th a t besides needs for an 
agent based entity on the client side, there is a need to have an agent based 
component in UDDI registry as well, to carry out the clients requests.
A revised version of the WSAP model presented in [23] can be found in [22]. 
In the revised version, besides the “Web Service Agent Proxy ( W SA P )”, a third 
party named as ’’Reputation and Endorsement System (R E S )” has been considered 
to  facilitate the tasks of WSAP. The RES saves information regarding reputation. 
Moreover, the functionalities of WSAP have been changed a little. The WSAP is 
configured by a client with information on the service it process. All service activities 
of the client occur via the WSAP. In fact, W SAP can monitor the activities and 
usages o f the service by the client and help in future usages. A  WSAP can also offer 
and obtain advices from other WSAPs. W SAP’s collect information on the services 
they bind to and convey this information to the RES.
In the revised version [22], each WSAP has a knowledge base, which is updatable 
for future use. In this case, it seems th a t the clients must keep each WSAP specified 
for any Web services to use in the future. However, there is a fundamental question 
that:
“Is this model implementable in the real world where there are a huge number of 
Web services and still they are growing?”
In our point of view, keeping inforrnation regarding of reputation and endorsement 
of any Web services on the client side if it is not impossible, bu t indeed, it is a tough 
task th a t no client would like to do. The key fact about the Internet based business
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is tha t, deciding about choosing a  service should be fast enough. We argue th a t the 
information about reputation and history of a service should be computed in advance. 
This information should be capable of being updatable and more im portant must be 
reliable.
In the next chapter, we propose a model by which the client can query the rating 
information about each service more efficient and trustable. Moreover, in our model 
there is no need to  keep track of rating information of services on the client side.
QoS in W eb Services
The issues of Web service delivery and QoS control have been discussed in [49]. The 
model discusses the QoS in Web services by proposing software agents architecture 
named as WISE. The agent-based WISE has been viewed on both Web service side 
and client side:
• Agents on User Devices. An agent at a mobile device is delegated to deal with 
a Web service server. For each Web service tha t is requested by the client’s 
device, the WSDL information of the service is kept at the mobile device. Also, 
some QoS information about the service such as response time, history, etc. has 
been kept in the client’s device as well.
• Agents on Web Services Server. Agents reside on the Web services servers and 
manage the context of the customers in order to assure more effective services. 
This type of agent can take the form of multi-agent systems, which are delegated 
to deal with the Web service server. The delegation involves management and 
utilization of profiles and context of all customers requests to  make sure th a t 
customers are satisfied. The QoS capability of a WISE server can be published
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in its UDDI registry, so th a t service requesters may get help to find a suitable 
service.
In our point of view, the model suffers from some basic problems:
1. Based on assumptions, by each request of Web service, not only the WSDL 
information of the service is moved to the mobile device, but also some QoS 
information about the service such as response time, history, etc. has been 
kept on the client’s device as well. However, the mobile device usually has a 
very short memory and capacity. Therefore, saving large amount of information 
as mentioned above on the mobile device cannot be considered as an efficient 
method.
2. The issues of QoS for an individual entity must be prepared by a third party 
and no individual entity can offer some unreliable information in terms of its 
QoS to the customer. Therefore, adding some information regarding QoS for a 
Web service, by its owner, on the UDDI registry is not acceptable by service 
requesters.
3. In the case of agents on client side, the model again saves QoS information as 
private one, which is not usable by public. The feedbacks of all Web services 
should be available for any service requester.
2.2.4 U tiliz ing  Software A gents in W eb Services Technology
There are a few research papers on utilizing agents in Web services technology. Agents 
have been used to overcome some specific shortcomings of the Web services technology.
46
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
Using agent-based system for the personalization of Web services has been pre­
sented in [18]. A delegated agent has been used to interact with the Web services. 
The authors argue tha t, agents to interact with Web services, must be able to do the 
following tasks:
1. Discovering Web services by agent with respect to customers preferences.
2. Delegating agent, which is capable of adopting its behaviors regarding circum­
stances.
3. Describing Web services functionalities to  the agent by Web services themselves.
4. Communicating with Web services independently.
The proposed model uses agents to implement delegation. The personalization com­
ponent consists of: User Profile, Conversation Manager, Context Managers, Rating 
Service, and Agents. Therefore, a user interacts with Web services via this personal­
ization component.
In [18] the personalization component has been used by an individual client and 
specially in rating services, it ju s t keeps the rating information privately and not for 
public use. Another im portant problem with this model is how agents interact with 
Web services and who is responsible for creating agents.
The implementation issues about relations between software agents and Web ser­
vices have been discussed in [20]. To have a software agent access an external Web 
service for its own use or to  offer the service to  other agents, a mapping between the 
Web service description and the FIPA Service Description (SD) should be done. As 
an example, for each interface of Web services, or an endpoint of WSDL link, a FIPA 
SD entry in Directory Facilitator (DF) should be created to register the services.
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Web services, either by UDDI or by software agents, must advertise their services. 
In case of non-agent clients, the description is available through the W SDL’s URL 
link in the UDDI. In agent-based clients, the description of the Web service must be 
available through the Directory Facilitator. There have been defined the following 
elements to advertise services:
• “Web Service Agent”. Agents offer a Web service to  general clients.
•  ”UDDI Registering Agent”. Dynamically generates the descriptions of agent- 
based Web services and register them in the UDDI registry.
•  “Platform provided Service Description and translation services”. Provide sup­
port for describing agent-based Web services according to  FIPA standards.
Generally, the author in [20] has investigated some issues involved in adopting 
agents in a multi-agent system for offering Web services to non-agent clients.
2.2.5 Exam ples /  R elated  P rojects
In this section, we review a few most related projects.
N I I I P
The National Industrial Information Infrastructure Protocols (NIIIP) project is a 
consortium of 15 organizations and U.S. government by developing a framework to 
allow manufacturing companies to  communicate with their partners and set up a VE. 
It is one of the best known projects in this area. The developed protocols are based 
on some technologies [36] such as: CORBA, SQL, STEP, WfMC, and the Internet. 
N IIIP addresses integrated virtual enterprise in which several companies and their
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partners can work as a temporary single enterprise. The project gives opportunity 
to  new enterprises to participate in a VE and use the latest distributed information 
technologies. Figure 2.2 shows the simplified model of the NIIIP system architecture.
ORB
KBM S
D esktop M ediator
.Application




E x ternalN am ing Transaction
in te rn e t




NIIIP C om ponen ts
Figure 2.2: The N IIIP system architecture
The resources and services are provided by a set of servers, which are physically 
distributed, but are interconnected through an Object Request Broker (ORB). Each 
service which is offered by a server is acceptable via NCL, N IIIP  Common Languages. 
NCL allows each server to  describe its services in a uniform method in term s of rules, 
methods, and their constraints. The services are acceptable via N IIIP ’s components. 
These components offer some requirements such as: session, negotiation, agent, data  
management, workflow, etc. All services and components communicate through the 
ORB. N IIIP is built upon a mediated architecture guided by a rule in knowledge 
based management system and utilizing intelligent agents to achieve integration and
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inter-operation.
A g e n tC itie s
The AgentCities Network [40] is a global connection of agent platforms, services, and 
agents, which represents the dynamic service environment for the various AgentCities 
projects [37]. AgentCities [9] is a world wide initiative designed to help realizing 
the commercial and research potential of agent-based applications by constructing 
an open distributed network of platforms hosting diverse agents and services [47]. 
The main goal of the project is to enable the dynamic, intelligent and autonomous 
composition of services. The AgentCities network represents the first attem pt to 
build an open, global and standard-based agent environment for commerce over the 
Internet. Communication and interaction in the AgentCities network are based on 
current available standards [38] such as: Foundation for Intelligent Physical Agents 
(FIPA) [42], W3C Consortium, DARPA, DAML, etc., as well as infrastructure services 
such as Web Services and ebXML. Three elements are involved in the AgentCities 
network [47]:
•  Agents. A computational process th a t implements the autonomous communi­
cating functionality of an application. They reside on an agent platform and 
are able to communicate to provide services to one another using the message 
exchange and communication features provided by each agent platform.
•  Services. A series of actions carried out by a service provider. Services are regis­
tered in the AgentCities Network if they appear in the global Service Directory 
(SD).
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• Agent Platforms. Software environments th a t support agents running in the 
AgentCities Network with access to support services. Each instance of an 
agent platform represents a single node in the Network. Agent platforms in 
the AgentCities network are registered in a simple centralized Agent Platform  
Directory (APD).
R A C I N G
RACING  [39] [12], a Ukrainian project, focuses on applying agents to  Web service 
composition for information retrieval. The goal of the RACING project is to provide 
mediation facilities for content-driven query processing such as query transformation 
and query decomposition. The main purpose of the RACING mediator is to  produce 
results based on the semantic matching.
Agents have been used in almost every part of the project. For service composi­
tion purposes, the agents of the mediator and the agents tha t wrap their information 
resources participate in performing business processes of information retrieval by pro­
viding their Web services in a proper composition [12]. The architectural processes 
of the RACING project consist of:
1. Service Requester Layer, which consists of the Service Requester Agent capable 
of discovering UDDFs services.
2. Middle Agent Layer.
3. Service Layer, which consists of the primitive services and is able to  generate 
Service Providing Agent.
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The Middle Agent Layer is responsible for task decomposition, arrangement, cred­
ibility evaluation, monitoring, etc. The middle agent layer consists of a unit named 
as Utility Agent, which includes two agents: Coordination Agent and Ontology Agent.
User request processing in RACING is an Ontology-Driven process. The trans­
formation methodology is based on incremental user profiling. The mapping of a 
user’s keywords to the concepts of the domain ontolog}^ is built according to the 
transformation rules. These rules are based on the usage of the set of the semantic 
relationships.
The system consists of two FIPA-complaint agents [12]:
• User Query Transformation Agent, an agent, which has direct contact with the 
user and performs the query transformation.
•  Mediator Ontology Agent, M ediator knowledge base management.
The Mediator Ontology Agent supplies the User Query Transformation Agent the 
contents of the user profile, RACING ontology, and the required portions of the 
domain mediator ontology.
2.3 Summary
In this chapter we reviewed three major concepts, the research literature, as well 
as some related projects which have been implemented in order to  setup a virtual 
enterprise. We highlighted the existing problems in order to  provide a clear picture 
of our objective in proposing a new model. In the next chapter we propose our 
multi-agent based model for Web services to use in a virtual enterprise environment.
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Chapter 3 
A Web Services /  Agent Based  
M odel for Inter-Enterprise 
Collaboration
In the previous chapter we introduced the concepts of virtual enterprise and the 
requirements to set up a collaborative environment. In this chapter we propose a 
multi-agent based /  Web services model for enterprise collaboration. We define some 
agent based components inside an individual enterprise such tha t their integration 
with Web services technology assists the enterprise to involve into a collaborative 
environment. To this extent, a conceptual goal based model, for the dynamic workflow 
purposes, has been defined. Furthermore, this chapter presents an agent based model 
for service registry, which enables searching Web services semantically.
3.1 Enterprise Collaboration: Challenges
E-commerce and the Internet force the globe to move away from their traditional 
isolated systems and join into a world wide level business. Today some limitations 
such as geographical distances or incompatibility of resources are not allowed to cease
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businesses. Enterprises to persist competition must involve at a universal trading 
level. Virtual enterprises potentially shorten delivery time and cost as well as fulfill 
market demands for new services.
Although virtual enterprise seems being a suitable solution for today’s businesses, 
but setting up and establishing a typical VE is not straightforward. Today’s collab­
oration amongst enterprises offers some challenges to deal with;
1. D iversity  o f  P latform s. Enterprises would like to  share their resources in 
order to decrease cost and time as well as to carry out the market demands. 
Resources, based on their natures, consist of a large variety of categories such as 
hardware, software, data, methods, human skills, etc. In almost any case, each 
enterprise has its own legacy systems, which manages the resources. Due to "di­
versity o f platform s”, on which resources are sited; enterprises are not flexible 
to communicate, exchange, and involve in a diverse collaborative environment. 
Enterprise collaboration demands a flexible technology to handle all commu­
nication, transportation, and integration amongst heterogenous environments 
regardless of their platforms.
2. T igh tly  C oupled  C om ponents. In today’s collaboration, components are 
fully dependent on each other, or technically, they are “tightly coupled entities. ” 
In other words, changing one component in an individual enterprise, results 
in modifying the other components inside another enterprise. Consequently, 
any kind of modification, in an optimistic case, results in both cost and time. 
However, in a worsen case; it results in any unpredictable outcome such as 
inconsistency, incompatibility, reliability, and failure.
The partners th a t are involved in any coalition “m ust” be free to change their
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data  and environment, or generally legacy systems, w ithout causing any problem 
for the VE. The partners involved in a VE, should not get some extra burdens 
to change their systems in terms of compatibility. Today’s E-business offers a 
challenge to create a collaborative environment, a t which the components are 
“loosely coupled”.
3. Service L ocating. Companies, for collaboration purposes, need to discover 
and locate the desired resources or services, which are offered by some other 
enterprises. Traditional methods, such as advertising, in finding a company 
with specific sharable resources or services are too costly and time consuming. 
However, in a collaborative environment locating a suitable business parter must 
be fast enough. Moreover, in most cases, it is difficult to find the best “qualified” 
partners in terms of the requirements. In fact, the challenge is: how to trust, 
or rate a service provider and measure its services. Cenerally, one of the most 
im portant challenges in establishing a VE is finding suitable enterprises, which 
best fit the requirements of a typical virtual enterprise.
4. S ta tic  P rocess D efin ition . In order to achieve a desired goal, integration of 
partners in a VE needs to define a set of sequenced processes, and assign them 
to the partners for carrying out, and contribute to acquire the common goal. A 
workflow is a collection of ordered business processes towards achieving a final 
goal. Each process consists of some sub-processes or tasks, which are performed 
by some partners. The “pre-defined” and “pre-ordered” processes in designing 
a workflow conducts to a static nature, which has been created a t design time 
rather than runtime. In fact, the static nature of a workflow defined in a VE 
prevents the participants to  acquire some unexpected opportunities. These
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surprising chances could enhance and affect the overall result. Basically, highly 
growing of enterprises and their enhancements in services, create a challenge to 
dynamic defining of processes and their orders in a virtual enterprise.
5. M od u le R edundancy. Today’s software technologies for establishing a vir­
tual enterprise suffers from redundancy in developing objects, which have been 
implemented before. Software objects are not reusable throughout a heteroge­
nous environment such as the Internet. Some technologies, such as CORBA, 
are addressing reusability as a limited approach. But they have some limitation 
to be used through heterogenous platforms. Reusability and modularity of soft­
ware components help developers implementing faster and more reliable, which 
save both time and cost. So, the challenge is, in case of needs to an object, 
which already exits, how an enterprise can use it w ithout developing from the 
sketch.
3.2 Integration of Web Services and Software Agents
Web services technology, a new paradigm in distributed computing, by offering many 
great features, seems providing some solutions to  address the V E’s challenges and 
meet the requirements for creating a virtual enterprise. Regarding the considered 
challenges in a virtual enterprise in previous section, the Web services technology 
provides some values to address those challenges.
1. P la tform  Independency. Web services technology provides communication 
among participants a t the application level, by which enterprises are able to  de­
velop or maintain their legacy systems developed by any language or platform
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and share resources through heterogenous environment. The platform indepen­
dency feature of Web services technology is considered as a main revolutionized 
value, which addresses the diversity of platforms challenge in a virtual enter­
prise.
2. L oosely  C o u p le d  C o m p o n e n ts . Enterprises, by using Web services, are able 
to create some independent components, which in spite of getting involved in 
any virtual collaboration, are free to be modified, replaced, and even removed 
without affecting any other component in the collaboration. In fact, Web ser­
vices technology provides an environment, a t which enterprises freely take full 
control of their legacy systems regardless of existing components of the other 
participants. This feature of Web services technology addresses the tightly cou­
pled component challenge in a virtual enterprise.
3. S erv ice  R e g is try . Web services technology by introducing the UDDI facility, 
has given some great opportunities to enterprises for choosing their suitable 
business partners in a more efficient way. Enterprises by registering through 
the UDDI registry, advertise their offered services more effectively, which saves 
both time and cost. Consequently, a service requester, by searching the UDDI 
database, discovers the desired enterprises, who are offering the requested ser­
vices. The three general discovery styles of information known as; white, yel­
low, and green pages, provide all required information to make a decision about 
choosing a business partner. The UDDI facility, enhances both the creation and 
evolution levels of a virtual enterprise’s life cycle, a t which the coordinator, in 
order to  locate or replace an existing participants, refers to  the UDDI and dis­
covers another service provider as a new business partner. The UDDI facility of
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Web services technology addresses the challenge of service locating in a virtual 
enterprise.
4. D y n am ic  D e fin itio n  o f P ro c e ss . The feasibility of defining a “service com­
position” in Web services paradigm is considered as a great feature such th a t 
by stacking some value added services, a new service, or a new process model 
will be defined. The composite service enables a VE to define, sequence, and 
assigns the subprocess to the eligible service providers. Also, a VE is able to 
change the composite service at runtime, which contributes to define a dynamic 
workflow. This feature addresses the challenge of static definition process in a 
VE.
5. S y s tem  M o d u la rity .T h e  defined methods or da ta  inside a Web service can be 
invoked and used in any application regardless of platform. The “modularity” 
of components in Web services makes them “reusable” and accessible through 
the Internet. As a result, in case of developing new software, there is no need 
for implementation from the sketch. Application developers, simply by just 
invoking and using the methods and data, which have been defined in Web 
services, create their products faster and more reliable. Thus, the participants 
involved in a VE, in case of needs to  an object, which already exists, adopt it 
w ithout any need for developing from the beginning.
In spite of providing glorious features in distributed computing, the Web services 
technology does not address a complete solution for enterprise collaboration. The 
problems can be viewed through a wide variety of the Web services technology.
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We believe the “Distributed Artificial Intelligence (D A I)” can be considered as a 
complementary paradigm to overcome some shortcomings of Web services for adop­
tion into a VE. DAI has a powerful potential for offering some intelligent properties to 
a “dumb” Web service. We argue tha t the combination of Web services and software 
agents provides more flexibilities and features. Adopting the highlighted properties 
of software agents such as: autonomy, adaptability, sociability, and pro-activeness in 
the Web service technology, contributes to  proposing the “intelligent Web services”.
Adopting intelligent software agents extends the Web services technology in some 
im portant issues:
•  A Web service is ju st a self-describing software component such tha t, it has 
knowledge just about itself. A Web service does not have any idea about around 
environment, users, software components, and generally outside world. In a col­
laborative environment such as virtual enterprise, participants should be sm art 
enough to locate other enterprises, their resources, and offered services. In 
contrast, software agents have some meta-data, by which they are capable of 
reasoning, learning, and interacting with outside world, or in fact, other enter­
prises, which are involved into a VE.
•  Web services are discoverable by the XML-based UDDI standard. Current 
standard of the UDDI is ju s t able to recognize terms “syntactically”, which are 
matched with the definition of services. If a software component tries to dis­
cover a Web service with different ontology, the result of discovery would be 
unpredictable. The main challenge in service discovery is how to find services, 
which are “semantically” the same as clients’ desires. Moreover, current tech­
nology of Web services does not address any solution in finding the most suitable
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business partner. There is no ranking mechanism or knowledge to assist service 
requesters for choosing the best services. Software agents, by achieving the ser­
vice requesters’ preferences, are able to reason and assist the service requesters 
towards choosing the most reliable and suitable services. Also, by adopting 
some techniques such as knowledge representation, an agent is able to locate 
the desired services semantically.
• Web services are known as quite and “passive” -components. They never s ta rt 
communication. In a competitive business world, service providers should intro­
duce their services “pro-actively” in advance rather than asking them to present. 
In a typical virtual enterprise, where there exist enormous business enterprises, 
the pro-activeness is a key success. In contrast, agents are pro-active entities 
th a t like to find other components and start communication. Agents are capa­
ble of being aware of any changes in their domain to acquire information from 
the outside world and adopt their internal knowledge.
• In order to  use a service, a requester by analyzing the content of Web Service 
Description Languages (WSDL) finds out; how to “invoke” the desired methods, 
how to submit the arguments, and how to receive the return values. This kind 
of “calling” a Web service cannot address meeting all the requirements of a 
service requester. Agents provide a mechanism such th a t a service requester 
can “request” a service rather than “invoke” it. In fact, agents by achieving 
requests from service requesters, try  to map them to  the existing methods. 
Therefore, users do not need to know any thing about the internal structure 
of the requested services. Adding this feature to  a collaborative environment 
enhances the communication among participants. In fact, participants to  receive
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a service, simply ask for service rather than looking for syntax of calling and 
realizing how to  use it.
The combination of intelligent agents and Web services technology enhances the 
ability of realizing and handling requests. In fact, service oriented paradigm and 
agent-oriented technology together are more powerful to provide a better solution 
for enterprise collaboration. We believe, the concept of VE, the functionality of 
Web services and the intelligence property of an agent together offer a more effective 
electronic collaboration of enterprises over the Internet.
3.3 A Web Services /  A gent Based M odel
In this section, we propose a “service oriented /  multi-agent based” model to setup 
a  virtual enterprise. We have already clarified the weaknesses of the Web services 
technology towards creating a collaborative environment and the strengths of the 
software agent technology as a complement of the Web services technology. Our 
approach will be based on adopting the agent paradigm to enhance the functionalities 
of some weak areas of the Web services. We focus on integrating Web services and 
software agents inside the internal structure of a typical enterprise as well as adopting 
software agents inside the UDDI registry. On the enterprise side, besides considering 
Web services as the main components, we propose a goal based model to provide 
feasibility of defining a dynamic workflow and also we introduce some other agent 
based components for coordination, and monitoring purposes. On the UDDI side, 
we introduce some agent based components to  carry out and assist service requesters 
towards choosing the most suitable and trustable service provider.
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3.3.1 System  A rchitecture
The proposed architecture is depicted in Figure 3.1.
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Figure 3.1: A Web services/ multi-agents based model for enterprise collaboration
In this model, we have defined some agent based units both inside an enterprise 
and the UDDI registry server. On the enterprise side, A “Proxy Agents Layer (P A L )” 
is defined, which is sited on the top of other software units. PAL acts as an interface 
between the enterprise and outside world. A corresponding interface is defined for 
the UDDI server as well. The interface is named as “Discovery Agent Layer (D A L )”,
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which is sited on the top of the UDDI server. In fact, in the proposed model, we trea t 
each Web service or UDDI server as an agent based component, which may act as a 
service provider, or coordinator.
As it is depicted in Figure 3.1, a service requester, who needs some sort of services, 
either primitive or composite, “asks” the UDDI server through the “Discovery Agent 
Layer (D A L )” to assist in locating a “suitable” and “reliable” service provider. Con­
sequently, DAL by doing some mechanisms (we discuss about these mechanisms later 
in this chapter) along with some other components of UDDI, presents the “recom­
mended” service providers to  the client. Furthermore, by choosing the recommended 
service provider, which has been suggested by UDDI, the client “requests” the desired 
services from the chosen enterprise through its “Proxy Agents Layer (P A L)”. In our 
model, a client can be a service requester, provider, or both. A client is defined as 
both a service provider and requester if it is responsible for fulfilling some assigned 
processes and is unable to  carry out all of them independently. In this case, the 
client needs to  find a suitable partner to delegate some of those processes and create 
a virtual enterprise.
In following we describe each component of the architecture in detail.
3.3.2 Enterprise M odel
We have defined four internal units for any individual enterprise as following:
•  Central Management Unit (CMU).
•  Proxy Agent Layer (PAL).
• Inference Engine (IE).
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• Core Services (CS).
In the model, all interactions between an enterprise and outside world are carried 
out by Proxy Agent Layer (PAL). PAL is responsible for any incoming or outgoing 
messages and generally all interaction. The “Core Services (C S)” unit consists of two 
components as: Web services and legacy database. The definition and functionalities 
of the Core Services (CS) are the same as current paradigm of Web services including 
the enterprise legacy database. The other two units named as: “Central Management 
Unit (CM U )” and “Inference Engine (IE )” are responsible for defining or managing 
workflows and knowledge representation, respectively. We will describe each of them 
in detail in this chapter. The detailed proposed model for an enterprise likely to 
involve into a virtual enterprise is depicted in 3.2.
In following we describe each defined unit and its functionalities in detail.
C entral M anagem ent U n it (C M U )
The “Central Management Unit (CM U )” can be considered as an “organizer” compo­
nent, which is in direct contact with the Proxy Agent Layer (PAL). In order to  setup 
a VE, this unit has a leadership role in defining, designing, and assigning activities 
defined in the life cycle of the VE. The CMU is responsible for:
•  Accepting requests from PAL to design workflows.
• Informing PAL to  locate suitable service providers and delegate the tasks of 
workflows to  them.
•  Assigning the tasks to  some qualified enterprises.
•  Coordinating the workflow amongst business partners.
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• Monitoring the progress and status of the delegated tasks.
CMU consists of three subunits as following:
W orkflow  D esig n er A g en ts  (W fD A ). Generally, any kind of client, either hu­
man or agent, is interested in achieving goals regarding affordable cost and 
time rather than how to  do so. This kind of view, leads us to consider designing 
“Goal-Based” workflows. Goal-based reasoning is one of the strong features of 
intelligent software agents. By introducing the goal-based workflows, we look 
at each workflow as a goal or set of goals, which are supposed to be gained. 
In fact, we are not interested in defining subgoals a t design time as traditional 
methods: rather we let agents, themselves, designing the best and suitable sub­
goals based on some tem plates or knowledge. Eventually, we are ju st interested 
in subm itting the ultim ate goals to agents rather than “how” to achieve them.
The Workflow Designer Agents (WfDA) unit, is responsible for almost all ac­
tivities defined at creation and evaluation level of a typical virtual enterprise’s 
life cycle. Consequently, a WfDA will be in charge of: designing workflows, 
partner searching, agreement, delegating tasks, and monitoring the status of 
the delegated tasks. However, in our model, not only WfDA is in charge of 
managing all activities defined at the creation and evaluation level of a virtual 
enterprise. In fact, those activities, either a t creation or evaluation level, are 
distributed amongst some other components of the central management unit 
(CMU) as well. We discuss about each of them later in this chapter.
The most im portant activity of a WfDA is designing a “cross-enterprise work­
flow specification” a t runtime, by which it is possible to create a dynamic, not
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only in specification but also in assigning tasks to  partners, with respect to  their 
qualifications.
Apparently, the starting point in a WfDA for an individual enterprise will be 
the issue of achieving a requested goal, which has been asked by client, who 
would like to share some resources or uses some services and creates a virtual 
enterprise. The underlined goal can be viewed as a requested service or product.
Let us considering a simple scenario. At the beginning the enterprise, through 
the Proxy Agents Layer or PAL, receives a request from a service requester for a 
service. PAL tries to map the incoming request to an existing available service 
at the existing Web services. This process takes place through direct connection 
between PAL and the “Core Services (C S)”. In an affirmative case, in which 
there exists an available service th a t can handle the request, the routine will be 
an ordinary request and result will be sent back to the requester, w ithout any 
dealing with WfDA. Existence of a requested service results in a straightforward 
joining into a virtual enterprise, which has been created by service requester and 
without any effort to look for another service provider, or business partner.
However, in a negative case, in which PAL could have not mapped the request 
into an available existing service in CS, PAL acts as a “broker” to either find 
and assign the request to a service provider. Consequently, PAL has to do the 
following steps;
•  PAL contacts with the UDDI server to find out if there exists any registered 
service provider, which can carry out the request, or goal. In affirmative
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case, in which there exists a registered service provider in the UDDI en­
try, PAL with respect to the “user preferences” such as; cost and time, 
which have been defined in request time by service requester, delegates 
the underlined request to the new service provider as the business partner 
involved in a new VE created by the enterprise itself. User preference, 
simply, is a vector of param eters or attributes, which is defined and set 
by the service requester. The attributes of the vector show the minimum 
acceptance and qualification of the requested service. To this extent, in 
order to monitor the progress of the delegated task, PAL informs CMU to 
create a “controller agent” for controlling the status of the delegated task. 
More precisely, the “Coordinator Agent”, or CA of CMU, by receiving the 
request from PAL for creating a controller agent, informs the “Agent Based 
Controller”, or ABC. to create the agent. We will discuss about the Coor­
dinator Agent (CA) and the Agent Based Controller (ABC) in detail later 
in this chapter. In a negative case, in which PAL could have not found any 
eligible service provider at the UDDI, which is able to handle the request 
with respect to the “user preferences”, PAL follows the next step;
•  PAL submits the request, or the goal, with its preferences to  the Central 
Management Unit (CMU). The Coordinator Agent (CA) inside CMU sends 
the goal to the WfDA. The goal based WfDA decomposes the main goal 
into some other subgoals, as “goal decomposition”. The decomposition is 
based on some “knowledge” or “templates.”
It is im portant to note that, handling the user requests and joining into a 
virtual enterprise, completely depends on either finding an existing service
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or decomposing the main goal into some existing subgoals, which can be 
handled by some existing services. It is clear that, failing to  decompose a 
goal results in failing to satisfy a customer. Therefore, the decomposition 
methods and probably the available templates play very im portant roles in 
handling requests. The same scenario, which has been done for the main 
goal, must be repeated for each subgoal as well. The task decomposition 
and repeating the scenario will continue until availability of achieving all 
subgoals and eventually, the main goal.
We have to emphasize the role of the “Coordinator Agent (C A )” through 
creating the controller agents a t the Agent Based Controller unit, or ABC, 
and assigning them the controlling of activities for delegated tasks. There 
must be a “one-to-one” corresponding between the created controller agents 
and decomposed subgoals, to check the status of each of them and conse­
quently, the progress of workflows.
To prevent loop or endless decomposition, it would be reasonable to define a 
“decomposition level degree” to  prohibit the WfDA of decomposing more than 
a certain stage. We define the first goal requested by client as “main goal”, the 
generated subgoals as “intermediate goals” and the latest goals with respect to 
the decomposition level degree as “basic goals” or “atomic goals”.
We believe tha t the traditional definition of workflow is not suitable for our 
model. Due to static nature of traditional definition and in contrast goal based 
nature of our model, we argue the needs to define a new goal-based definition 
for workflow.
D efin ition  3 .3 .1 . T raditional W orkflow P rocess. 
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A tuple IF =  { T ,E w ,R w ) in which:
1. T  = {fj|l < i <  n], is a set of tasks to fulfill the process.
2. E\v — {E C A t,\l < i < n}. is a set o f Event-Condition-Action (EGA) 
rules, which happen during the execution of each task.
3. R]\- is the result of workflow process, which can be either success or failure. 
□
The static nature of this definition implies tha t each process or task should 
be predefined and its execution will trigger some pre-known Event-Condition- 
Action  rules.
Based on our goal-based idea, we propose a new definition for workflow, which 
has dynamic behavior, and changes with respect to circumstances. First we 
consider our proposed definition of goal.
D e fin itio n  3 .3 .2 . Goal {G ,Q g)- 
A goal is a tuple {G, Qg) such that:
1. G is the desired goal, which could be a set o f subgoals as: G = {gi\\ ^  i 
&}, in which k is the number of subgoals.
2. Q g is the desired preferences in achieving the goal G, which is a set of 
acceptable qualification parameters as: Qg — {g^jl ^  n ^  m }, in which 
m  is the number of preferences in accepting the goal G. □
Now with respect to  our definition of goal, we propose a goal-based workflow 
process (GBWf).
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D efin ition  3 .3 .3 . Goal-Based Workflow Process ( G B W f ) .
A G B W f is defined as a tuple U ' =  such that:
1. p  is the number of (sub)goals involved in a workflow.
2. the set o f (sub)goals to define tasks in a workflow.
3. G {Success, F a ilure], is the set of results of fulfilling of (sub)goals.
4. o{Gi) -< o(Gi+Y, ^  order of achieving goals, which means ith goal, Gj, 
will happen before the {i + l) th  goal □
We believe th a t this kind of goal based definition for workflows, or GBWf can 
best meet the requirements of the proposed model. The definition covers dy­
namic issues, since each goal is decomposed into some subgoals at runtime. The 
result of each goal or subgoal, with respect to its dynamic acceptable qualifica­
tions, or Q g ,  can be success or failure. Usually, the content of Q g  is considered 
as “User Preferences” for achieving goal. The preferences are some issues such 
as time, or cost.
Moreover, order of happening of goals has been considered as well. As a con­
ceptual point of view, the order of achieving goals can be viewed as a “rooted 
tree” in graph theory, by which the root node is the same as main goal. Conse­
quently, each node of tree is as a goal and each edge as the process of achieving 
the goal. Each node, or goal, is as a parent of some other nodes, or subgoals, 
and vice versa. Therefore, a Web service receives a request for fulfilling a goal 
such as {G ,Q g), in which G is as the requested service and Q g is the “User 
Preferences”. This tuple is received by PAL and PAL process on it as we de­
scribed.
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The goal decomposition, or task decomposition, is a complex topic in AI and 
we do not cover its techniques in this thesis.
C o o rd in a to r  A g e n t (C A ). All interaction between CMU and P.4L are carried out 
by the Coordinator Agent, CA. The Coordinator Agent (CA) is responsible 
for coordinating and managing the processes of a workflow, which have been 
designed a t WfDA.
The following notations have been used for describing the flow of the processes:
•  X  Y  means X  informs Y .
• X  Y  means A" sends the T  to T.
The main significant duties of CA are as following:
1. Communicating with PAL:
•  P A L  '"YSY C A. Sending the user request, which is the goal G  and its 
preferences in order to analyze towards decomposition.
•  G A P A L  U D D I. Sending the set of decomposed subgoals
and their preferences to PAL in order to, either match with the existing 
services in CS or contact with UDDI and search for an eligible service 
provider to  carry out a specific (sub)goal.
•  G A  P A L  E nterpriseH ost. Informing PAL to contact with 
the business partner’s host, which is responsible for carrying out the 
delegated task to  acquire the status of the delegated job for monitoring 
purposes.
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•  C A  P A L  U D D I. Informing PAL to contact with the UDDI 
server to report the output and qualification of an enterprise. This in­
formation will be saved on the UDDI server as history of an individual 
enterprise and is useful for ranking and future reference.
2. Interacting with WfDA:
•  C A  W f D A .  Submitting the main goal, “composed goal” to the 
WfDA, for decomposition purposes.
•  W f D A  CA  P A L . Achieving the set of subgoals and their
preferences, which are result of decomposition purposes, to deliver to 
PAL and find out how to handle them, (either by available existing 
services or by contacting with UDDI server).
3. Coordinating all involved enterprise partners to fulfill the workflow defined 
in the WfDA.
4. Communicating with the “Agent Based Controller, (ABC), ” as:
•  Informing ABC to create a corresponding controller agent and com­
pare the plan and the real progress. By delegating each task to an 
enterprise, CA informs PAL to contact with the enterprise host server 
to  ask about the status of the process. Consequently, CA informs 
ABC to create a “Controller Agent”. The Controller Agent created 
by ABC is responsible for keeping track of plan of the delegated task 
and comparing them with the feedback information achieved via the 
communication between PAL and the enterprise’s host. The processes 
is as following:
(a) C A  -w A B C , creating Controller Agent.
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(b) C A  P A L  ^  E nterpriseH ost, to contact and find out the 
status of the delegated task.
(c) E nterpriseH ost ^  P A L  C A  A B C , the enterprise sends 
back the result of asking for the status of the delegated task.
(d) A B C  checks if Result =  Plan.
•  Achieving information from ABC, regarding the progress of the dele­
gated tasks, to make a decision such as: replacing the business part­
ners, or informing PAL to send a reporting message to the UDDI 
server regarding the qualification and performance of the enterprise 
and keeping track of information.
(a) A B C  C A , informing the result of comparison.
(b) C A  makes a suitable decision.
(c) C A  P A L  UDD I ,  informing the output of the enterprise for 
ranking purposes and save in the UDDI registry.
5. Decision making in case of realizing the weakness of a business partner by 
receiving the “Progress Report” from A B C .
6. Synchronizing, or rollback, the whole transactions of workflow in case of 
“drawback”. In the Web based technologies the failure of fulfilling is highly 
possible. In a transactional workflow, the whole processes defined in the 
transaction either must be carried out, or rolled back.
WfDA designs workflows and submits the goals and the requirements to CA. 
CA in order to  handle the goals, communicates with PAL to find out either 
the existing available services can carry out the goals or looking for some other
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eligible partners registered in the UDDI entry. By assigning each goal or task 
to a business partner, CA creates a controller agent in ABC unit, to keep track 
of the progress of the delegated tasks.
A g en t B ased  C o n tro lle r  (A B C ) The evolution stage of a VE has significant im­
pact on the overall performances and the ultim ate result. By monitoring the 
output of each partner, and comparing its result with plan, and probably replac­
ing a weak partner with the better one, the overall quality of ■workflow can be 
enhanced. In our model, CA after assigning each task to an individual business 
partner, informs ABC to create a corresponding “controller agent” to keep the 
plan and monitor the progress of the underlined process, which is carried out 
by the partner. Accordingly, CA informs PAL to contact with the enterprise, 
which is responsible for doing the delegated task, and asks to report the status 
of the job. By getting a feedback from the enterprise, the controller agent tha t 
is sited at ABC unit, compares the result of the enterprise’s activities with plan 
and informs CA to  make a decision. Furthermore, CA informs PAL to contact 
with the UDDI server, to  update the partner’s profile for rating, reputation, 
and history purposes.
In fe ren ce  E n g in e  (IE )
We argue tha t, besides needs to an ontology unit a t the UDDI server to  discover a 
desired service, (we will discuss about agent based UDDI server in the next section), 
it is essential to have an Inference Engine, IE, on each enterprise as well, for realizing 
the meaning of the incoming requests.
In current technology of Web services, clients by acquiring some information from
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WSDL, sta rt to  exchange data  with the underlined Web service. This kind of syn­
tactically “invoking’’ a service cannot cover the semantically “requesting”. Therefore, 
an enterprise needs an intelligent component such as an “Ontology Agent (O A )” to 
realize and discover the incoming messages to the enterprise and try  to map them to 
an existing services, or methods. Moreover, any agent in order to be able to reason 
about context needs a knowledge base engine or Ontology Server. The structure of 
IE in an enterprise system architecture and the IE, which will be proposed a t the 
UDDI server in the next section is similar. Thus, The main responsibility of IE is to 
analyze the incoming messages with respect to semantics rather than syntactics. We 
will discuss about IE in detail in the next section.
P roxy A gen ts Layer (PA L)
Current technology of Web services is known as service-based rather than role-based. 
As we mentioned, the ongoing paradigm over the Internet is toward providing an 
environment, in which components can be considered based on their roles and qual­
ifications. The Proxy Agents Layer (PAL) can be considered as a complement com­
ponent for Web services technology to change a passive enterprise to a proactive and 
intelligent entity, which offers some facilities as services and is capable of involving 
in transactions pro-actively. All communications between an enterprise and outside 
world will be through PAL. Moreover, PAL is responsible for exchanging da ta  among 
internal components (CMU, IE, CS) of the enterprise as well. From another point of 
view, PAL can be considered as a wrapper, by which the functionalities and complex­
ities of the internal structure of an enterprise and their descriptions are encapsulated 
from outside visions.
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By adding the Proxy Agents Layer (PAL) to an enterprise, and creating an agent 
oriented Web services for enterprises, the establishing of a VE will be more efficient. 
As a very simple scheme, suppose an enterprise, which has received an order from 
a user. If the enterprise is able to handle the request by its existing services then 
the service requester is responsible for setting up and coordinates the VE. However, 
if the enterprise needs to another service provider handling the request, it creates 
a new VE. The main enterprise plays the role of coordinator aw well, and we call 
it “root”. Root is responsible for carrying out user requests. Consequently, root 
is in charge of locating and coordinating business partners, and monitoring their 
activities. Moreover, the partners, which are agent oriented Web services as well, are 
free to decide about their own internal transactions processes. On other words, the 
internal behavior of each participant is encapsulated from the others view.
It is im portant to note tha t, PAL must be knowledgeable about the current set 
of Web service standards as: SOAP, WSDL, UDDI. Otherwise, it cannot realize any 
incoming or outgoing messages. As a m atter of fact, it should be able to parse WSDL 
to realize the characteristics of Web services. Also, realizing the SOAP messages and 
the UDDI standards also are a mandatory requirement for PAL.
The main responsibilities of PAL are:
1. Routing all incoming or outgoing messages to suitable software components 
either inside the enterprise or outside world. The interaction can be:
•  Receiving a request for an available existing services. Simply PAL sends 
the request to the Core Services (CS) and CS sends back the result to 
deliver to  the user.
•  Communicating with the Inference Engine (IE) in case of existence of any
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ambiguity about the meaning of the used terminology.
• Communicating with the Control Management Unit (CMU), to decompose 
the requested service.
2. Exchanging information between the internal components of the enterprise such 
as between IE and CS or between CMU and CS.
3. Encapsulating and wrapping the functionalities of Web services.
4. Communicating with other enterprises (negotiation, coordination, etc.).
5. Contacting with other partners to check the status of the delegated tasks.
6. Contacting with the UDDI server, either looking for a partner or reporting the 
quality of services.
3.3.3 U D D I Servers M odel
The current technologA^ of registering and discovering of services in the UDDI server 
has been developed for human users. If we imagine finding a suitable service from 
enormous number of entries of services with different properties provided by different 
enterprises, then it would be clear tha t locating a suitable service, if is not impossible, 
clearly is difficult. As a result, there exist needs to an intelligent assistant component 
such an agent to assist service requester in finding a suitable business partner. In 
Web services paradigm, the most interesting application of an intelligent agent can be 
found in discovery of services. In following we propose an agent oriented architecture 
for the UDDI server.
We have defined three internal units for a typical UDDI server as following:
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• Discovery Agent Layer (DAL).
• Inference Engine (IE).
• Core UDDI (CU).
All interactions between a UDDI server and outside world are carried out by Dis­
covery Agent Layer (DAL). DAL is in charge of any incoming and outgoing messages. 
In fact, DAL acts like an interface to accept the requests from outside world and 
analyze them by cooperation with the other components. The proposed architecture 
for a UDDI server is depicted in Figure 3.3.
As it is clear from Figure 3.3, the existing technology of the UDDI server is ju st as 
the “UDDI Database”, or a pile of hardly discoverable data, which is not able to assist 
requesters straightforwardly. The Core UDDI (CU), consists of some information 
about service providers, which are included in an ordinary UDDI database server, as 
well as keeps some other information of service providers in terms of the “quality of 
services”. CU also consists of an intelligent component named as “Rating Agent”, RA, 
for QoS purposes. The Inference Engine (IE), is in charge of realizing and interpreting 
the services requesters’ messages semantically rather than syntactically. IE consists of 
an “Ontology Agent”, which is responsible for reasoning about the meaning of terms. 
Moreover, an ontology server is defined as knowledge representing for OA.
As a simple scenario, suppose the UDDI server receives a request to  locate a 
suitable service with some specific qualifications. DAL, as an interface, receives the 
request and tries to find the suitable services, which match the request. Then:
1. In case of finding some suitable services, DAL submits the qualification re­
quirements, or preferences subm itted by the service requester to the Rating
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Figure 3.3: An agent-oriented UDDI architecture
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Agent, or RA. The qualification requirement can be a “set of parameters”, or a 
“vector”, which consists of some “attributes”. RA by reasoning “suggests”, or 
“recommends” the most suitable candidate to DAL. Finally D.4L sends back 
the identification of the suggested services or service providers with respect to 
their qualifications, to the requester.
2. In another case, in which DAL could have not matched any registered services 
with the request, DAL sends the terminologies of the request to IE to find out 
the meaning of the request. OA by analyzing and reasoning, and by using the 
ontology server, sends back the meaning of the terms to D.AL. Furthermore, 
DAL repeats the same scenario to find suitable matches semantically.
In the following, we describe each component in detail.
D iscovery  A gen t Layer (D A L ).
The Discovery Agent Layer (DAL) acts like an interface between the inside of the 
UDDI server and outside world. Also, DAL is responsible for exchanging data  among 
internal components of the UDDI server. The agent based DAL can act like a router 
to  transfer incoming da ta  to a suitable component located inside the UDDI server. 
It is im portant to  note th a t DAL should be able to  realize all Web services standards 
as UDDI, WSDL, and SOAP.
The main responsibilities of DAL are:
1. Routing incoming and outgoing messages to  a suitable internal component or 
outside world.
2. Exchanging information between the internal components of the UDDI server.
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3. Assisting the service requesters in finding suitable service providers by locating 
and suggesting the most qualified services.
4. Managing all received information regarding performances of an enterprise and 
updating the qualification of service providers’ profiles.
In fe ren ce  E n g in e  (IE ).
The current technology of the UDDI server suffers from realizing the meaning of 
requests. In fact, we need an intelligent component to realize requests both syntac­
tically and semantically. However, agents are “context-sensitive” components. They 
just recognize a term  with respect to its syntax rather than semantic. Therefore, 
there is a need to a paradigm to make agent capable of recognizing terminologies 
semantically. This paradigm is as “semantic Web” or “ontology”.
In our model, the ontology consists of an agent based entity named as “Ontology 
Agent (O A )” and knowledge base component named as “Ontology server” or Context 
Database, which is responsible for knowledge representation. The ontology server 
is a knowledge base database th a t assists OA to reason about the meaning of the 
underlined terminologies. The need for an ontology server is based on this fact that, 
due to diversity and wide categories of terminologies, which are adopted by all query 
languages, it is hard to  recognize the meaning of all terms by just reasoning.
The Ontology Agent, or OA, accepts a request or the terminologies th a t have 
been used in the request, “interprets” it into a specific format, known as “context 
information”, and then submits this information to the ontology server to  “process”. 
The process on the context information is carried out by some “classifications” of 
some “context types”.
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The success or failure result of IE depends on two factors:
1. The interpretation power of OA in producing suitable contextual information.
2. The designing of classification inside the ontology server in order to recognize 
the meaning of the context information.
Eventually, after interpretation and processing, OA sends back to DAL the mean­
ing of the terms with an understandable format to search a t CU.
Discovering a service can be handled in two steps as following:
•  Syntactic Checking. In this case, the Discovery Agent Layer (DAL) is responsi­
ble for matching terminology with the existing one. There are some algorithms 
to check the similarities of two words such as “edit distance " [46]. Edit distance 
is a method for weighting the difference between two terms. It is based on mini­
mum number of operation in a term  to transfer one string into another one. For 
instance, the edit distance for two words like “Web Service” and “Web-Service” 
is equal to 1. It means by one operation two strings are equal. There are other 
methods as well as lexical analyzing method, which we do not discuss about 
them in this thesis.
•  Semantic Checking. If the syntactic checking is failed, then the Inference En­
gine, or IE, is responsible for determining the equivalent semantic of the terms, 
or requests. The reasoning power, of OA is useful to maintain an up to  date 
ontology server. On other words, OA by discovering a new meaning or synonym 
for a term  saves it into the ontology server as knowledge.
It is im portant to  note th a t updating an ontology server is more than ju s t 
adding a new terminology. Besides saving the new terminologies in the ontology
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server to have an up to date database, the relations between terms, which are 
discoverable by OA, should be saved as well. The reasoning power of OA can be 
defined as considering terminologies themselves as well as the relations among 
them.
Core U D D I (C U ).
We have considered two subunits inside CU as: the UDDI-Datahase and the Rating 
Agent (RA). The UDDI database is the same as the current technology of the UDDI 
registry with the same functionalities. We describe the second proposed component, 
or the Rating Agent (RA).
The current mechanism of the UDDI server is unable to  help the service requesters 
finding the “most suitable” and “reliable” service providers. Software agents can 
be considered as a technology in autom ation of assessment and management of cus­
tom ers’ demands towards selecting a desired service with the best qualification, rating, 
history, and reputation.
In our model, RA provides some information in terms of qualification of services 
for assisting service requesters in choosing the more reliable business partners. RA 
by expanding the UDDI’s knowledge of existing services makes it possible evaluating 
the quality of underlined Web services. RA updates the rating database by evalu­
ating some param eters or measures such as availability, performance, reliability, and 
response time. The rating information is accessible for any service requester.
Generally in measuring the reliability of services, the following are considered:
1. Reputation and Rating, which is a feedback from service requesters to  show the
84
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ratio of their satisfactions of offered services. The rating param eter is a statis­
tical measure to give a clue to customer for decision making purposes. From 
m athem atical point of view, a param eter such as reputation or rating can be 
considered as a set of attributes known as a “vector”. Thus by defining some 
“globally known standard” attribu tes for the vector, clients by either subm it­
ting or receiving, achieve information about services. Customers can consider 
a “threshold” value for each a ttribu te  of rating vector. Then, checking the el­
igibility of services will be as checking the attributes of the rating vector with 
the desired threshold values.
In our model customers after getting services from service providers submit 
their opinions about the service providers to the UDDI server by interacting 
with DAL and consequently with RA. RA by receiving some information about 
service providers and converting them to a “measurable” param eter or vector, 
updates the service providers’ profiles, which are saved on the UDDI server. 
This information assists service requesters in future discoveries.
2. Response Time, which is amount of time to receive or deliver services. Com­
munication and feedback time can be considered as parts of this param eter as 
well. As we mentioned in our agent oriented Web services model, for each goal 
or task, which is subm itted to a partner’s Web services, a  corresponding “Con­
troller Agent” a t the Agent Based Controller (ABC) will be created. Besides 
checking and monitoring the status of task, the controller agent reports the “re­
sponse tim e” for each task accomplished by an enterprise as well. Consequently, 
the agent based controller ABC sends this information to PAL and finally to the 
agent based UDDI. RA interprets the received information as statistical data
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and updates the service providers’ profiles.
3.4 Summary
In this chapter we proposed a Web services /  agent based model for enterprise collab­
oration. We explained the existing problems with current technology of Web services 
used in enterprise collaboration. We defined an agent based internal architecture 
for each individual enterprise as well as the UDDI registry entry. We proposed our 
agents layers on the top of legacy systems of enterprises as well as the UDDI server, 
a t which all interactions between enterprises or the UDDI server and outside world 
will be carried out by the defined agent layers. Moreover, we addressed the rationale 
to have such an agent based model for enterprises and the UDDI server, which are 
supposed to involve in a virtual enterprise.
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Chapter 4 
Software Prototype System  Design  
and Im plem entation
This chapter presents the design and implementation issues of the proposed archi­
tecture and experiences gained from the experimentation with Web services through 
agents point of view. It also highlights the levels of implementation representing 
different components of the system. We describe the architectural design issues at 
enterprises, Web portal, and client sides. At the end, the chapter presents a simple 
scenario, implemented by the prototype.
4.1 System  Design
Web services and software agents together provide an integrated solution towards cre­
ating an Internet based collaborative environment. Consequently, an Internet based 
collaborative environment facilitates resource sharing and interaction over the net­
work. This section focuses on the im portant design issues of the proposed model.
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4.1.1 Challenges
Internet based collaboration allows enterprises to share their resources, integrate their 
processes, and provide a new service towards satisfying the market requirements. 
The resources, which are considered under the content of this thesis, consist of a 
wide variety of categories as physical machines, database, applications, and software 
procedures, and human experts. So, one challenge of designing a collaborative en­
vironment is to share resources over the Internet. Also, privacy of each participant 
concerning internal policies, capabilities, and general resources through distributed 
inter-operations has an im portant im pact on designing a collaborative environment.
From the implementation point of view, using Web services as the main technology 
and software agents as facilitators, provide essential equipments to design an Internet 
based collaborative environment.
In this chapter, we present a simplified implementation version and im portant 
design aspects of the proposed model.
4.1.2 System  A rchitecture
As the basic requirements, an Internet based collaboration design must clarify some 
essential aspects: enterprises communication mechanism, and resource locating, re­
source sharing, inter-operation mechanism, etc. A simplified architecture of an agent 
based Web services environment for enterprises collaboration is shown in Figure 4.1.
As a simple case, each enterprise has a Web service, which acts as an agent to man­
age the enterprise resources and inter-operate with others. Enterprises by registering 
and advertising in UDDI, announce their capabilities for offering some resources and 
involve into a collaborative environment. A Web portal, by discovering related or
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
similar services in UDDI, collects them and provides a new kind of service, as facility. 
In fact the Web portal behaves as a “Web portal agent” to assist an individual cus­
tomer, or “user agent”, w^ho is interested in establishing a collaboration. On other 
words, the Web portal agent assists the user agent to find its business partners and 
set up a collaborative environment.
Resources













Enterprise C Web Portal
Figure 4.1: A Web services /  agent based system architecture for VE
The Web portal, which is considered as a Web portal agent, registers in UDDI 
as well to  be discovered by an end user. Consequently, a user agent, interested in
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finding a business partner discovers the Web portal agent through UDDI. In following 
we discuss the internal architecture of components involved in a simple collaborative 
environment, which are depicted in Figure 4.1.
C u s to m e r  (U se r A g e n t)  A rc h ite c tu re .  The internal architecture of each indi­
vidual customer is depicted in Figure 4.2.




Figure 4.2: The internal system architecture for the customer entity (user agent)
A customer acts as an agent, who needs some specific services and is interested 
in locating suitable service providers to create a collaborative environment. A
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user agent is capable of using the Web service communication language, known 
as SOAP messages over the Internet communication protocol , or HTTP.
A user agent, based on its knowledge and preferences, defines ultim ate goals and 
acts based on them. A user agent is capable of reasoning about defining goals, 
creating calls for proposals, and accepting offers. In fact, a user agent simply 
can be a personal assistant application, which by providing some information, 
assists the end user in finding a suitable business partner.
E n te rp r is e  (S erv ice  A g e n t)  A rc h ite c tu re .  .An enterprise is an entity, which pro­
vides some resources and services and would like to involve in collaboration. Any 
kind of enterprise has some resources as well as some knowledge. Every enter­
prise, a t design prospective level, looks like Figure 4.3. At communication level, 
any enterprise has knowledge about Web services communication language, as 
SOAP, and is able to realize any kind of SOAP messages over the Internet. The 
main component of any enterprise is its Web service, which acts as an agent 
and is responsible for realizing incoming SOAP messages and assigning them 
the existing resources. The mapping mechanism is through the reasoning capa­
bility of an agent based Web service. A simple Web service consists of following 
components:
1. “T i e ” ob ject. A server object, which is created for Web service during 
creation time and is used for communicating with clients’ programs. In 
fact, a  tie is a representative object for a Web service.
2. Interface. All communication between the Web service and the outside 
world is handled through interface. An interface acts as a “wrapper”, which
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encapsulates the complexity of implementation part as well as provides a 








Web Service End Point
Communication
To the outside World
Figure 4.3; The internal system architecture for an individual enterprise entity
3. Im plem en tation . The implementation component acts as a reasoner part 
for Web service. The implementation part by achieving incoming requests 
and based on the knowledge and resource availability, reasons and decides 
offering a service or refusing the requests. This component consists of some
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methods and rules, which are protected by interface component.
In fact, a Web service acts as a service agent responsible for deciding about 
offering a service tha t is based on the knowledge and resource availability. In 
case of offering a service, the process is delegated to a scheduler to generate 
proposal and to schedule the request as a task. Any Web service to be discovered 
by requesters may register in UDDI server.
W eb  P o r ta l  (A g e n t)  A rc h ite c tu re . A Web portal can be designed either as a 
Web server or a Web service. In case of a Web server, it acts as an agent, which 
is responsible for locating services or resources for a service requester. However, 
in case of Web service, it acts as an agent as well, which is responsible for either 
locating resources and services, or offering (composite) services. The internal 
architecture of a Web portal is depicted in Figure 4.4.
The interface component is a gate, which allows customers to use the Web 
portal. On other words, the interface is an application, which receives the 
incoming requests, and delivers them to other internal components. The Web 
portal has its own knowledge and resources. In case of requesting a service 
from another enterprise’s Web services and creating a composite service, the 
Web portal needs to acquire an object known as “stub” from the partner’s Web 
service, which represents the desired Web service. “Stub” is a local object, 
on the client side, th a t represents the remote Web service and allows service 
requesters to communicate with the Web service.
A Web portal should have knowledge about SOAP messages in order to commu­
nicate with other Web services. The Web portal acts as a “coordinator” as well.
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In case of needs to a new service, the Web portal by looking at UDDI, locates 
the service providers, which provide some desired services, then by analyzing 
the goal, delegates the sub goals to each service provider and coordinates their 
processes.









14X-RPC Runtime JAX-RPC Runtime
Figure 4.4: The internal system architecture for the Web portal entity (agent)
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4.2 System  Interactions
The implementation among different involved entities describes the behavioral prop­
erties of the system. UML sequence diagram has been used to  explain the interaction 
and exchanging messages. Clearly, the messages are based on the structure of SOAP. 
A general sequence diagram of interaction is shown in Figure 4.5.
In following we describe the interactions among the entities.
R e g is te r in g  w ith  th e  U D D I se rv e r . Any service provider, in order to utilize the 
service discovery by service requesters, may register with the UDDI server. The 
registration includes any kind of services, either elementary or composite. In 
the prototype, all enterprises, or service agents, which provide some elementary 
services, may register in the UDDI server. Moreover, a Web portal may register, 
in the UDDI server as well. This is im portant to note th a t if the Web portal 
provides a kind of composite service, then it will have its own WSDL files as 
well.
E n d  U se r  - U se r A g en t An end user is responsible for defining goals and their 
preferences. The user agent assists the end user to  choose the most suitable ser­
vice provider. In fact, the user agent provides the ability for end users to  submit 
their requests to the Web portal agent or to check for any service th a t would 
be of an interest. The user agent, by accepting the goal and its performances, 
contacts either with the Web portal agent or, by looking a t UDDI, contacts 
with service provider directly. Eventually, by receiving the proposals from ser­
vice providers, the user agent by its knowledge, reasons about the proposals 
and assist the end user to choose the most appropriate one.
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Figure 4.5: The sequence diagram for interaction among entities
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U se r A g en t-W eb  p o r ta l  A g en t. A user agent interested in creating a collabora­
tive environment, and sharing resources over the Internet, defines a goal as a 
requested service and sends it via SOAP messages to the Web portal, or Web 
portal agent. The goal consists of requested service as well as some preferences. 
The Web portal, which provides some services, both elementary and composite, 
receives the SOAP messages and analyzes the request. In case of ability of pro­
viding the requested service by the existing one, the Web portal sends back a 
SOAP message to the user agent including the proposal. The proposal is based 
on the reasoning and resource availability in the Web portal. Consequently, 
the user agent reasons about the proposal and decides to order or not. In case 
of needs to another service provider, the Web portal agent contacts with the 
UDDI server.
W eb  p o r ta l  A g e n t-U D D I. The Web portal, in case of needs to create a composite 
service, sends a request to UDDI to search and find suitable services, the UDDI 
based on database knowledge sends back a SOAP message to the Web portal 
including the service providers and the URL’s link to their WSDL files.
W eb  p o r ta l  A g en t-S e rv ic e  A g en t. The Web portal by achieving the list of po­
tential services and their providers, or enterprises, sends some SOAP messages 
to them asking for their proposals. By receiving the SOAP messages, the enter­
prises based on the availability of resources and knowledge, reason about offering 
proposals to the Web portal and consequently the user agent. The intelligent 
Web portal agent, after receiving the proposals and by using some evaluation 
param eters, such as user preferences, may select the most appropriate service 
provider as well. Simply the Web portal agent may:
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1. Remove all proposals with services tha t do not match the requested service.
2. Remove all proposals with services tha t do not satisfy the user preferences.
3. Negotiate with the candidate service provider on behalf of the user agent.
S erv ice  A g en t-W e b  S erv ices. The service agent assists an individual enterprise 
to make a most suitable decision for offering a reasonable proposal. The service 
agent is responsible for reasoning about resources availability, negotiating with 
service requester, either user agent or Web portal agent, and placing order into 
the Web service.
4.3 A Scenario
The system architecture of the developed prototype is depicted in Figure 4.6.
As it is shown in Figure 4.6 in our prototype there exits some companies, who 
own some expensive machines th a t they like offering to customers as available services 
or resources through the Internet. Each machine has its own “speed” and “price”. 
The speed represented by the volume of a machine task, which can be accomplished 
by the machine in every minute and the price is the cost of work for each machine 
in every minute. One of the main benefits of implementing a Web service is encap­
sulating the complexity of services as well as keeping privacy of internal methods, 
data, and resources. In the developed prototype, customers have no idea about the 
internal structures, available machines, or internal resources of a specific enterprise. 
Customers, via the Web portal sends their requests. The Web portal which has 
knowledge about the location of the URL link of WSDL file for each Web service, 
delivers the requests to  the enterprises’ Web services.
98








































TOMCAT PAGES (JSP ).
WEB SERVER HTML
Delete from Bundle 
Display the Bundle 
Add to Bundle
Place Order
Machine Finder Page 








Com pany C 
Figure 4.6: The system architecture
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Each company has its own legacy database system, which is updated dynamically, 
and we supposed th a t the Web portal knows the URL link of the Web services’ WSDL 
files. So, we do not consider the registry and searching level into the UDDI server. 
The Web portal consists of some methods to define, submit, and get the results back 
from each Web service. Any customer, by contacting with the Web portal through 
the Internet, defines any number of jobs, which are packed under one bundle, and 
then submits the bundle to the Web portal. Consequently, the Web portal by sending 
the bundle to  each of the enterprises, via their Web services, asks them to offering 
their proposals. Each bundle consists of some tasks, which are defined in terms of 
machine’s type, volumes, and due dates, by which all jobs in the bundle should be 
completed.
Moreover, we suppose each machine in a company has a special rank tha t ranks 
machines with respect to their speeds and cost. Assigning jobs to each machine is 
based on the rank th a t results in offering bids to customers with the lowest cost as 
much as possible.
On the companies sides, each enterprise based on the availability of machines and 
with respect to the due date of the requested bundle, decides to offer any bid. If the 
requested bundle can be carried out by the company before the due date, then the 
enterprise offers a bid. This work is supposed to  be done by an agent-based dynamic 
scheduling system [30], which is beyond the scope of this thesis.
By receiving proposals, the customer chooses the best and most suitable offer and 
places its order through the Web portal to make contract and service agreement. 
Making contract is ju s t simply by asking custom er’s information to  keep into the 
company’s database and issuing the job reference numbers to  show the order and
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service agreement.
In our scenario, each Web service of an individual enterprise has two methods as 
services invoked by customers. One method has been used for generating bids and 
the other one for placing orders. All Web services have been deployed on company’s 
Web server using Apache Tomcat. The Web portal, is an application to connect to 
enterprises’ Web services to receive data  and show the results to the end users. Each 
customer by browsing the entry page of Web portal requests bids and places an order. 
Communication between entities are carried out by HTTP.
Detailed Use Case, Class, and Sequence diagrams can be found in [32].
Figure 4.7 depicts the defined tasks in a bundle to send to the enterprises’ Web 
services to call for their bids and Figure 4.8 shows the results of companies’ bids.
4.4 Prototype Im plem entation
In order to prove the feasibility of the proposed model, a simple prototype has been 
developed. The prototype takes advantages of Java language and the Java based 
toolkit for Web services, known as JAX-RPC. The prototype is a simplified dis­
tributed system, which represents integration and resource sharing through a coop­
erative distributed system. It consists of following entities:
1. A number of enterprises as service providers, capable of providing some services 
or resources.
2. An agent based Web portal behaving as a gateway, through which end users 
send their requests to the Web services and the Web portal assists and uses to 
find a suitable service provider with respect to their preferences.
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4.4.1 Tools U sed for P rototyp e Im plem entation
The prototype has been developed on some popular Web programming tools and 
languages under Windows NT/2000 environment. The most demanded language in 
today’s technology known as JAVA has been used for the whole project. The following 
tools have been used in developing the prototype:
• Java API for XML-based RPC known as JA X -R P C , to create and deploy all 
Web services. This product is available through Java Weh Service Developer 
Pack (current version 1.2) under the Sun’s Web site www.java.sun.com.
• Java Developer Kit (JDK 1.4), to develop almost the whole prototype.
• Cloudscape database, to create the databases both on the Web Services and the
Web portal sides. This tool is available through the Sun’s Web site as well.
•  Java Database Connectivity (JDBC), to save and retrieve data.
•  Java Servlet Technology, to create some server side programs.
•  Java Server Pages (JSP) and HTML to  create some end user Web based inter­
faces.
•  Apache Tomcat, to  deploy the Web services and Servlets.
T he JA X -R P C
JAX-RPC is a collection of procedures th a t can be called over the Internet. The 
remote procedural call, or RPC, nature of JAX-RPC, makes it an easy tool to  use and 
deploy Web services and consequently, very usable for developers. A client of a Web 
service simply makes Java method calls, and all internal operations are carried out
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automatically. On the server side, The Web service simply implements the services 
and by using interface to encapsulate the complexity of implementation to  calling 
clients. The JAX-RPC enables developers to create SOAP based inter-operable and 
portable Web services. JAX-RPC enables clients to invoke the Web services developed 
across heterogeneous platforms. Complexity of implementation of the Web services 
is encapsulated by some runtime mechanisms and interfaces. Therefore, deploying a 
Web service is an easy task.
The architecture of JAX-RPC is depicted in Figure 4.9. As it is clear from the 
Figure JAX-RPC requires SOAP over H TTP for inter-operability (Web service com­
munication language).
U D D I
^ W e b  Service  
E n d  Point
f'eb  Service  
Client ; S erv ice  ; R untim e 
, System 




C o n ta in e r
W eb  S erv ice  Invocation  PjxieStub
JAX-RPC




H T T P
Figure 4.9; The JAX-RPC architecture
In JAX-RPC, a remote procedure call is handled by XML-based protocol such as 
SOAP. All SOAP messages, which consist of header and body are transm itted over 
the H TTP protocol.
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4.4.2 Software C om ponents
As we have already mentioned in the previous section, In our scenario there are some 
companies who has some expensive machines offered as services to customers. A 
client who is interested in using these machines as services by invoking and asking for 
their proposals decides in choosing the suitable enterprise as a business parter. The 
configuration of the prototype is shown in Figure 4.10;
Each service provider has its own; database, services, configuration files, etc. 
The underlined Web services are developed by JAX-RPC deployed on the Apache 
Tomcat Web container. The database for both the Web services and the Web portal 
application is created by Cloudscape database.
The Web portal is created by Java Servlets, deployed on Apache Tomcat Web 
container as well. The server side programs or Servlets are invoked by Java Server 
Page (JSP) and HTML programs. The Web portal has its own database, which is 
created by Cloudscape database.
Figure 4.11 shows a sample Web service, which has been developed for some 
virtual companies.
Consequently, the following source code shows the WSDL (Web service description 
language) file for one of the Web services. The WSDL file has been created by the 
Web service to describe the services, methods, and passing parameters, return values, 
etc. and generally interacting methods with the Web service.
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Figure 4.10: The implementation architecture of the prototype
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Figure 4.11: The Web service for an enterprise
< ?  xml v e r s io n = " l  .0 "  encod ing= '’ UTF-8” ?>
— < d e f i n i t i o n s  x m ln s = " h t tp : / /  sch em as.x m lso ap .o rg  /w s d l / ” 
x m ln s : tn s = " h t tp : / /  com.test/wsdl/ACompW SM achInfo " 
x m ln s:x sd  = " h t t p : / /  www.w3.org/2001/XMLSchema"
x m lns: s o a p = " h t tp : / /  sc h em as.x m lso ap .o rg  /w s d l / s o a p /"  
x m lns:n s 2 = " h t tp : / /  com .test/types/A Com pW SM achInfo " 
name=" ACompWSMachInfo "
targ e tN am esp ace  = " h t t p : / /  com. t e st/wsdl/ACompWSMachInfo ">
— < ty p e s >
— <schem a x m ln s = " h ttp :/ /  www.w3.org/20Cl/XMLSchema" 
xm lns: tn s = " h t t p : / /  com .test/types/A Com pW SM achlnfo " 
x m ln s :w s d l= " h ttp :/ /  sc h em as.x m lso ap .o rg  /w s d l /"  
x m ln s :x s i= " h t tp : / /  w w w .w 3.org/2001/X M LSchem a-instance" 
x m lns: s o a p -e n c = " h t tp : / /  schem as.x m lso a p .o rg  / s o a p /e n c o d in g /"  
ta rg e tN am esp ace  = " h t t p : / /  com .test/types/A Com pW SM achlnfo ">
< im port nam espace = " h t t p : / /  sch em as.x m lso ap .o rg  /s o a p /e n c o d in g /" />
— <  complexType name=" Jo b P ric e B id  ">
— < se q u e n c e >
< e le m e n t name=" compAddress " ty p e = " s t r in g "  / >
< e le m e n t name=" compCity " ty p e = " s t r in g "  / >
< e lem en t name=" compCountry " ty p e = " s t r in g "  / >
< e le m e n t name=" compDes" ty p e = " s tr in g "  / >
< e le m e n t name=" compID " type= " i n t "  / >
< e le m e n t n«une=" compLogo" ty p e = " s tr in g "  / >
< e lem en t name=" com pState " ty p e = " s t r in g "  / >
< e le m e n t name=" compTel" ty p e = " s t r in g "  / >
< elem en t name=" compW ebsite " ty p e = " s t r in g "  / >
< e lem en t name=" dueD ate 
< e le m e n t nam e-" jobampm
ty p e = " s t r in g "  / >  
type= " i n t "  / >
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< elem ent name=" jo b f in d a te  " ty p e = " s tr in g "  / >
< e le m e n t name=" j o b f in tim e  " ty p e = " s tr in g "  />
< e lem en t name=" jo b le n g th  " type= " in t "  / >
< elem en t name=" jo b p r ic e  " ty p e= "d o u b le"  />
< e le m e n t name=" m achtype " ty p e = " s t r in g "  / >
< elem en t name="volume" ty p e= "d o u b le"  / >
< /s e q u e n c e >
< /com plexType>
— <  complexType name=" MachCustomer ">
— < se q u e n c e >
< e le m e n t nam e= "city"  ty p e = " s t r in g "  / >
< e lem en t nam e="country" ty p e = " s tr in g "  />
< e le m e n t name=" creditC ardN um ber " ty p e = " s tr in g "  / >
< elem en t name=" em ailA d d ress " ty p e = " s tr in g "  / >
< e le m e n t name=" f irs tN a m e  " ty p e = " s tr in g "  / >
< elem ent name=" lastN am e " ty p e = " s tr in g "  />
< e lem en t n am e= "s ta te "  ty p e = " s t r in g "  />
< e le m e n t name=" s t r e e tA d d re s s  " ty p e = " s tr in g "  / >
< e le m e n t name=" zipC ode" ty p e = " s tr in g "  / >
< / sequen ce>
< /com plexType >
— <  complexType name=" JobR efO rder ">
— < se q u e n c e >
< e le m e n t name=" jobampm " type= " in t "  />
< e le m e n t name=" jo b c o s t"  ty p e= "d o u b le"  / >
< e lem en t name=" jo b d u e d a te  " ty p e = " s tr in g "  />
< e lem en t name=" jo b f in d a te  " ty p e = " s tr in g "  />
< e le m e n t name=" jo b f in tim e  " ty p e = " s tr in g "  />
< e lem en t name=" jo b le n g th  " type= " in t "  / >
< e le m e n t name=" jobm achtype " ty p e = " s tr in g "  />
< e le m e n t name=" jobnum ber " type= " in t "  / >
< e le m e n t name=" jobvolum e " ty p e= "d o u b le"  / >
< /se q u e n c e >
< /com plexType >
< /sch e m a>
< / ty p e s >
— <m essage name=" A M achInfo.getB id ">
< p a r t  n am e= "S tring_ l"  ty p e= " xsd  : s t r i n g "  / >
< p a r t  name="double_2" ty p e= "  xsd  :d o u b le"  / >
< p a r t  nam e="String_3" ty p e= "  xsd  : s t r i n g "  / >
< /m essag e>
— < m essage name=" A M achInfo_getBidResponse ">
< p a r t  n a m e = "re su lt"  ty p e= "  n s2 :Jo b P ric e B id  " / >
< /m essag e>
— < m essage name=" A M achInfo .p laceO rder ">
< p a r t  nam e= "S tring_ l" ty p e= " xsd  : s t r i n g "  / >
< p a r t  name="double_2" ty p e= " xsd  : dou b le"  / >
< p a r t  nam e= "S tring-3" ty p e= " xsd  : s t r i n g "  / >
< p a r t  name=" MachCustomer_4" type= " ns2:M achCustom er " / >
< /m essag e>
— < m essage name=" A M achInfo.placeO rderR esponse ">
< p a r tn a m e = " re su lt"  ty p e= "  n s2 :Jo b R efO rd er " / >
< /m essag e>
— <  po rtT ype name=" AMachInfo ">
— < o p e ra t io n  name=" g e tB id  " p aram e te rO rd e r = "S trin g _ l dou b le -2  S tr in g _ 3 " >
<  in p u t m essages" t n s  : AMachInf o_getBid " / >
<  o u t p u t m essages"  t n s  : AMachInf o .getB idR esponse " / >
< /o p e r a t io n >
— < o p e ra t io n  name=" p la c e O rd e r  " p aram e te rO rd e r = " S trin g _ l double_2 S tr in g -3  M achCustomer-4"> 
< in p u t m essage^" tn s :A M ach In fo .p laceO rd e r " / >
< o u tp u t m essages" tn s  : AMachInf o -p laceO rderR esponse " / >
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< /o p e r a t io n >
< /p o r tT y p e  >
— < b in d in g  name*" AM achInf©Binding " ty p e * "  tns;A M achInfo  ">
— < o p e ra t io n  name*" g e tB id  ">
— < in p u t>
< so a p :b o d y  e n c o d in g S ty le  = " h t t p : / /  sc h em as.x m lso ap .o rg  / s o a p /e n c o d in g /"  use= "encoded" 
nam espace="h t t p : / / c o m . t e s t /wsdl/ACompWSMachInfo " />
< / in p u t >
— < o u tp u t>
< so a p :b o d y  e n c o d in g S ty le  = " h t t p ; / /  sc h em as.x m lso ap .o rg  /s o a p /e n c o d in g /"  u se= "encoded" 
nam espace ="h ttp ://com .test/w sd l/A C om pW S M achIn fo  " / >
< /o u t p u t >
< s o a p :o p e ra t io n  soapA ction  ="" />
< /o p e r a t io n >
— < o p e r a t io n  name*" p la c e O rd e r  ">
— < in p u t>
< so a p :b o d y  e n c o d in g S ty le  = " h t t p : / /  sc h em as.x m lso ap .o rg  / s o a p /e n c o d in g /"  u se= "encoded" 
nam espace ="h t t p : / /c o m . t e s t /wsdl/ACompWSMachInfo " / >
< / in p u t >
— < o u tp u t>
< so a p :b o d y  en c o d in g S ty le  * " h t t p : / /  sc h em as.x m lso ap .o rg  / s o a p /e n c o d in g /"  use= "encoded" 
nam espace = " h t t p ; //com .test/w sdl/A C om pW SM achInfo " />
< /o u tp u t>
< s o a p :o p e ra t io n  soapA ction  ="" / >
< /o p e r a t io n >
< s o a p :b in d in g  t r a n s p o r t * " h t t p : / /  sc h em as.x m lso ap .o rg  / s o a p /h t tp "  s ty le * "  rp c  " />  
< /b in d in g >
— < s e r v i c e  name*" ACompWSMachInfo ">
— < p o r t  name*" AMachInf©Port " b in d in g * "  t n s : AMachInf ©Binding ">
< s o a p :a d d re s s  x m ln s:w s d l= " h ttp : / /  sc h em as.x m lso ap .o rg  /w s d l /"
lo c a t io n = " h t t p : / / 1 9 8 . 2 0 .4 5 .1 1 1 :8 0 8 0 / ACompany - ja x rp c /m a c h in fo  " />
< / p o r t >
< / s e r v i c e >
< / d e f i n i t i o n s >
4.5 Summary
This chapter described the design and implementation issues of an agent based Web 
services model in a collaborative environment. The main entities involved in creating 
a collaborative environment should be able to realize the SOAP messages in order to 
interact. Each Web service behaves as an agent, which is able to reason about cir­
cumstances based on some knowledge and the availability of resources. We presented 
the system architecture of the prototype. We developed some Web services (service 
agents), representing enterprises and a Web portal (agent) to exchange data  with the 
Web services.
109
Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
Chapter 5 
Conclusion and Future Work
This chapter concludes the thesis and discusses our future work.
5.1 Conclusion
Enterprises in order to  carry out customers' requests need to collaborate with each 
others and share their resources, data, technologies, and even human skills. Enterprise 
collaboration, perm anent or temporary, requests for a higher level of technology, 
which allows enterprises to integrate their applications regardless of platforms, data  
structures, or models.
Web services, known as the new generation of distributed computing, are self 
describing software components th a t offer some facilities to integrate applications 
and carry out workflows. Web services are discoverable for service requesters by 
registering through the UDDI entries as available services. The UDDI registry is 
a searchable database, which provides some information regarding service providers 
as well as a link to the Web Service Description Languages (WSDL) for each Web 
service. Thus, by analyzing the content of WSDL’s, service requesters find out how 
to  use and interact with Web services.
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However, the current technology of Web services is still in its infancy stages. 
It suffers from not only in the UDDI registry, but also adopting in a collaborative 
environment. On the UDDI side, the search strategies are “syntactically". Moreover, 
there is no mechanism in assisting service requesters to locate suitable and reliable 
services. On the Web service side, the service cannot analyze all incoming requests. 
In fact, Web services are some “passive” components th a t do not have any knowledge 
about the environment and especially virtual collaboration.
In this thesis, we discuss the feasibility of using software agents to overcome some 
shortcomings of Web services technology for adopting into a collaborative environ­
ment. Agents are software components capable of reasoning, which achieve their 
knowledge from the environment. The thesis proposes a Web services /  agent-based 
approach towards setting up a virtual environment. Also an agent based model for 
the UDDI registry has been proposed.
On the UDDI side, the thesis defines some components such as Discovery Agent 
Layer (DAL), Inference Engine (IE), and Core UDDI (CU). The discovery agent layer 
is an interface between the UDDI registry and outside world. The Inference Engine 
is responsible for realizing user’s requests semantically. The Core UDDI consists of 
some other components including the current technology of the UDDI.
On the enterprise side, some other components have been defined such as Cen­
tral Management Unit (CMU) to define a dynamic workflow. Proxy Agents Layer 
(PAL) as an interface between the service and outside world, Inference Engine (IE) 
responsible for analyzing the incoming requests semantically, and Core Services (CS) 
including the current technology of Web services.
We argued the needs for software agents to assist the Web services offering more
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intelligent services in a collaborative environment. In summary, the major contribu­
tions of this thesis include:
• A Web services /  Agent-Based model for virtual enterprise. The designed units 
are:
1. An agent-based unit for defining a dynamic goal-based model for work- 
fiows.
2. An agent-based unit for coordinating the designed workflow among partic­
ipants in the collaboration environment.
3. An agent-based unit for controlling and monitoring the status of delegated 
tasks to business partners.
4. An agent-based unit for ontological purposes.
5. A Web service-based unit for resources sharing purposes.
•  An agent-based model for UDDI registry. The designed units are:
1. An agent based for rating and ranking of registered Web services.
2. An agent-based unit for ontological purposes.
5.2 Future Work
In this thesis we proposed a Web services /  agent based approach applicable in a 
virtual enterprise. However, Web services paradigm is still in its infancy stages and 
needs lots of R & D efforts. The following list must be answered in future work:
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Dealing With False Rating Issues. Fake users or services may submit falsely 
improving the reputation of a particular service. Consequently, malicious users 
or services may submit bad ratings for services and as a result falsely decreasing 
a service reputation. This challenge seems being solvable by considering some 
security issues such as “threshold schemas”. As a primitive stage, we propose 
using some threshold schemas used in “metering schemas”. By achieving a 
number of “tokens”, any legal service requester, besides subm itting some infor­
mation regarding rating, presents a token to the UDDI server. In fact, metering 
schemas are mathematical mechanisms for visiting a server, in which a server 
by getting visited by a specific numbers of clients, or threshold, can be paid. 
Therefore, by adopting metering schemas to the UDDI server, the problem of 
false rating can be solved.
Creating a Standard Ontology Server. Apparently, in order to deliver successful 
services to customers, the following question needs to be answered first:
“How to realize the users’ requirements?”
In order to realize and offer services to  end users, a Web service or the UDDI 
server should have a “unified”, “standard”, and “complete” ontology server, by 
which ontology agent interprets and reasons about the user requirements.
Creating a Unified and Standard Attributes for Rating Vector. The challenging 
question is;
“How can we measure the rating of a service?”
In case of numerical a ttributes and quantities values, defining and unifying 
vector is not a big issue. However, while dealing with quality attributes, it
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seems being a challenging work, which needs more investigation. Thus, we 
need to  provide a standard model to define and unify rating vectors at different 
domains.
•  Creating a Genetic Algorithm fo r  Rating. The rating algorithm should be appli­
cable for different domains and give a standard and unified solution for different 
UDDI servers. Moreover, the algorithm should be dynamic enough to accept 
“user defined” a ttributes for rating and take them into account.
•  Dealing With Security Issues. Security is always a withdraw from implementing 
a model. W ithout secure transactions, enterprises never involve in any kind of 
business, especially E-business. In our model there are still some concerns in 
security such as security of Web services itself.
The other issue is privacy, by which companies should be able to protect their 
internal workflows and data. A proxy agent should be intelligent enough to 
prevent malicious requests to get inside the enterprise. Due to firewall friendly 
nature of Web services, current technology of firewall is not suitable for security 
issues of Web services. Probably an im portant issue in Web services technology 
is how to secure Weh services!.
•  Reliability o f Goal-Based Work Flow Designer Unit. The question is:
“How to design a goal-based workflow designer?”
In a static workflow, due to its rule-based configuration assigning tasks to par­
ticipants and replacing them is a straightforward process. In case of dynamic 
and “goal-based”situation, which have been proposed in this thesis, assigning
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Reproduced with permission of the copyright owner. Further reproduction prohibited without permission.
and replacing a partner is a very difficult. Changing a partner should be fast 
and straightforward to  handle the whole process in time.
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