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L’objec u d’aquest projecte ha estat analitzar i proporcionar una solució conjunta a diversos             
problemes relacionats amb un producte d’oci digital com són els videojocs, i el seu              
desenvolupament: La manca de videojocs que tracten sobre la història de Catalunya, la             
capacitat d’un videojoc de ser una eina que vagi més enllà de l’entreteniment, i la capacitat                
d’oferir un codi reusable que perme  crear videojocs similars en un futur. 
 
Per a desenvolupar el projecte s’ha seguit una metodologia Agile , inspirada en Scrum ,             
adaptada a un equip d’un únic desenvolupador. D’aquesta manera s’han pogut dividir les             
fases de desenvolupament de tal manera que es disposi de ﬂexibilitat davant de possibles              
canvis de requeriments, doncs es tracta d’un projecte molt ambiciós i mul disciplinar. 
 
Per a desenvolupar el videojoc del projecte he usat eines amb les que ja tenia certa                
experiència. El motor Unity s’ha emprat per al desenvolupament principal del videojoc, el             
que agilitza notablement el procés, MagicaVoxel i Blender s’han usat per desenvolupar            
models 3D i animacions i  VisualStudio  s’ha usat per a desenvolupar el codi. 
 
El resultat ﬁnal del projecte ha complert tots els objec us que m’havia ﬁxat. S’ha              
desenvolupat una Aventura Gràﬁca 3D que explica una història ﬁc cia al voltant del             
personatge d’Arnau Mir de Tost. El videojoc ﬁnal consta de tres nivells, cadascun amb dues               
escenes diferenciades, que presenten diversos esdeveniments i localitzacions d’Àger i els           
seus voltants al segle XI. En l’aspecte tècnic del projecte, s’ha aconseguit dissenyar i              
desenvolupar una sèrie de subsistemes que han permés implementar totes les mecàniques,            
puzzles i ges ons de progrés del videojoc. El sistema d’interacció desenvolupat, ges onat            
mitjançant uns subsistemes de Condicions i Reaccions, ha estat essencial per a crear els              
diferents puzzles i donar al jugador capacitat d’exploració. Els sistemes de diàleg s’han             
adaptat al sistema d’interaccions per donar al jugador capacitat de decisió sobre certes             
esdeveniments del joc. A més a més, donat el meu interès pel desenvolupament de              
videojocs, la major part dels recursos visuals emprats han estat desenvolupats per mí. 
 
En conclusió, el videojoc desenvolupat m’ha ajudat a consolidar tant els meus coneixements             
de desenvolupament de sistemes so ware i videojocs com el meu desig de seguir             










The objec ve of this project has been to analyze and provide a joint solu on to various                
problems related to digital entertainment products such as video games, and their            
development: The lack of video games that deal with the history of Catalonia, the fact that a                 
video game could be a tool that goes beyond entertainment, and the ability to oﬀer a                
reusable code that would allow me to create similar video games in the future. 
 
To develop the project, I’ve followed a Scrum-inspired Agile methodology, adapted to work             
in a single-developer team. Thus, the development phases have been divided so that there is               
enough ﬂexibility to deal with possible changes in requirements, as it is a very ambi ous and                
mul disciplinary project. 
 
The tools used to develop this project have been chosen due to the fact that I already have                  
some experience using them. The Unity engine has been used for the core development of               
the game, which allows for a faster development. MagicaVoxel and Blender have been used              
to develop 3D models and anima ons and VisualStudio has been used to develop the code. 
 
The ﬁnal result of the project has met all the goals I had set. I’ve developed a 3D Graphic                   
Adventure that explains a ﬁc onal story centered around the character of Arnau Mir de Tost.               
The ﬁnal game consists of three levels with two diﬀerent scenes each, which present several               
events and loca ons in Àger and its surroundings in the 11th century. In the technical aspect                
of the project, I have developed a series of subsystems that allow to implement all the                
mechanics, puzzles and controls of the player’s progress in the game. The interac on system              
I’ve developed, managed through subsystems of Condi ons and Reac ons, has been           
essen al to create the diﬀerent puzzles and give the player the ability to explore the game. I                 
have adapted the Dialogue systems to the Interac on system to give the player the ability to                
decide, through dialogue, on certain game events. Addi onally, given my interest in the             
video game development, I have developed most of the visual resources used in the game. 
 
In conclusion, the development of this project’s video game has helped me consolidate my              
knowledge on so ware systems and video game development, as well as my desire to              









1. Formulació del problema 
En les darreres dues dècades, i en especial des de la celebració del Tricentenari dels fets que                 
van ocórrer el 1714, l’interès de la població catalana en la seva pròpia història i cultura ha                 
crescut de manera notable. Tot i que molts mitjans de comunicació porten anys centrant-se              
en promoure el coneixement sobre aquests aspectes de la nostra societat (com la revista              
Sàpiens), podem aﬁrmar que hi ha una mancança de productes més dinàmics que trac n              
sobre els aspectes esmentats. Al món del cinema i la televisió s’han representat             
abundantment certs punts importants de la història de Catalunya, en especial els fets del              
1714 i la Guerra Civil Espanyola. No obstant, hi ha un camp que és cada dia més rellevant, el                   
potencial del qual encara no s’ha explotat suﬁcientment: els videojocs. 
 
Actualment, el món dels videojocs està creixent de forma exponencial. Nous gèneres, nous i              
majors públics i una major inversió (tant pública com privada) han permès que aquest món               
passi a ser una de les principals fonts d’inversió per a un gran nombre de països. Però, tot i                   
ser un producte d’oci i entreteniment, sovint s’ignora el component “educa u” dels            
videojocs. En aquest cas nombrem el terme “educa u” entre cometes, ja que no es fa               
referència als videojocs dedicats a la educació o els anomenats Serious Games , des nats a              
l’entrenament i formació de professionals. Ens referim als videojocs d’entreteniment que           
incorporen elements educa us. Quan es parla del component educa u o instruc u dels            
videojocs, se sol fer referència al factor de coneixement (i mo vació) que aporten aquests a               
l’usuari, a part de l’entreteniment. Aquest coneixement pot venir donat en formes diverses:             
crear un major interès per camps cien ﬁcs com les matemà ques o la  sica, una major               
apreciació de l’art, ﬁlosoﬁa, música, història, humor, entre d’altres. L’exposició a aquests            
aspectes, que podem trobar present en un gran nombre de videojocs, ajuda, tot i que d’una                
forma indirecta, a enriquir el públic amb nous coneixements. Un exemple dels darrers anys              
és la saga Assassin’s Creed . En els dos darrers videojocs de la saga s’ha inclòs un “mode                 
educa u”, un mode de joc que permet al jugador explorar el món que ofereix el joc sense                 
haver-se de preocupar de seguir la narra va o progrés establert que dicta el mode de joc                
normal, alhora que se li ofereix nova informació sobre localitzacions i fets històrics [1]. 
 
Dit això, els videojocs que tracten fets històrics, ja sigui d’una forma més realista o més                
ﬁc cia, han demostrat ésser una font de mo vació per al públic per a saber més sobre                
aquests fets. Per tant, u litzar els videojocs per donar a conèixer punts desconeguts de la               
història de Catalunya pot ser una bona manera de culturitzar la nostra societat mitjançant              
l’entreteniment. Un exemple n’és el cas de Personatges en Joc [2], una col·lecció de              
videojocs educa us desenvolupada per la Universitat Politècnica de Catalunya (UPC) en           
associació amb la Secretaria d'Universitats i Recerca de la Generalitat de Catalunya. En             
aquests jocs educa us es donen a conèixer la vida i obra de diversos personatges poc               
coneguts de la nostra història, com Narcís Monturiol o Francesc de Castellví. 
9 
2. Objectius 
Els objec us d’aquest projecte són els següents: 
● Desenvolupar un videojoc 3D mitjançant un Game Engine on la major part dels             
recursos es guin desenvolupats per l’estudiant. 
 
● U litzar com a marc narra u un capítol real força desconegut de la història de              
Catalunya, tot i que d’un punt de vista ﬁc ci. 
 
● Realitzar un desenvolupament general que perme  u litzar gran part del codi per a             
videojocs similars. 
 
● El videojoc és una Aventura Gràﬁca. Com a tal, l’objec u ﬁnal és que el videojoc               
 ngui les següents caracterís ques: 
 
○ Narrativa: El guió del videojoc és un dels punts claus de les Aventures             
Gràﬁques. Degut a la seva jugabilitat més pausada (ja que no solen contenir             
components d’acció o similars), és important que el progrés del joc sigui            
interessant per al jugador. El jugador desitja descobrir fets, sorprendre’s amb           
girs de guió, sen r que totes les seves accions serveixen un propòsit i que pot               
gaudir del seu progrés al llarg del joc. 
 
○ Exploració: Ja que es tracta d’un videojoc 3D, cal aproﬁtar al màxim les             
caracterís ques dels escenaris tridimensionals. El jugador ha de poder         
moure’s amb llibertat pels escenaris establerts, ja sigui per progressar en el            
joc, inves gar en busca de pistes o objectes o, simplement, pel desig de veure              
zones noves del joc. 
 
○ Trencaclosques: Un component essencial de les Aventures Gràﬁques. Els         
trencaclosques (o puzzles) poden ser de tot  pus de formes i colors, i juguen              
el paper d’obstacle principal que el jugador es trobarà al llarg del joc. Ja sigui               
ac var mecanismes, resoldre enigmes o descobrir patrons, són un mecanisme          
de desaﬁament per a que el jugador pensi, inves gui i, eventualment, se sen              
recompensat al superar aquests obstacles [3]. 
 
○ Diàlegs: Tenen presència en les Aventures Gràﬁques de formes molt diverses.           
En el cas d’aquest projecte, es desitja que el jugador pugui interactuar amb             
els diferents personatges no jugadors per tal d’obtenir informació o          
progressar en el joc. 
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○ Personalitat Artística: Un dels principals atrac us de la gran major part           
d’Aventures Gràﬁques ve donat pel seu es l ar s c únic: models, so, humor,            




































3. Context i Estat de l’Art 
3.1. Context 
3.1.1. Introducció del projecte 
Aquest projecte és un Treball Final de Grau d’Enginyeria Informà ca, de l’especialitat            
d’Enginyeria del So ware. Es tracta d’un projecte de modalitat A, en el qual l’estudiant ha               
ideat el concepte a desenvolupar. L’objec u principal del projecte és el de desenvolupar un              
videojoc de gènere Aventura Gràﬁca 3D, centrat en una història ﬁc cia al voltant d’un              
episodi poc conegut de la història de Catalunya: La reconquesta d’Àger per Arnau Mir de Tost                
al segle XI [4, 5, 6, 7]. Aquest fet va facilitar la re-conquesta de Barbastre i va servir de tret de                     
sor da per a la primera Croada. La jugabilitat (deﬁnida per l’es l de joc, mecàniques, ritme,               
 pus d’interaccions que haurà de realitzar el jugador, etc.) del joc intentarà complir els              
requisits de qualitat adequats per a proporcionar una experiència sa sfactòria al jugador.  
 
A més a més, un objec u addicional és que la solució presentada sigui el més general                
possible. Això vol dir que l’arquitectura i el codi del joc no es guin completament deﬁnits per                
aquest videojoc en concret i puguin ser reu litzats per a desenvolupar Aventures similars. 
 
Un concepte essencial per al desenvolupament d’aquest projecte és el del Game Engine             
(Motor de Joc). Els Game Engines són uns sistemes so ware compostos d’un gran nombre              
de subsistemes (també anomenats motors o engines ) per a agilitzar el desenvolupament            
d’un videojoc [8]. Aquests subsistemes són, entre d’altres: 
 
● Sistemes de ges ó i creació d’escenaris i terrenys. 
● Sistemes d’il·luminació. 
● Sistemes de càlcul i ges ó de  sica ( Physics Engine ). 
● Sistemes de renderitzat (representació de conceptes per pantalla,  Rendering Engine ). 
● Sistemes de ges ó d’efectes de par cules. 
● Sistemes de ges ó de so ( Sound Engine ). 
● Sistemes de ges ó i adaptació d’animacions. 
● Sistema d’importació de recursos desenvolupats amb altres eines. 
● Sistemes de ges ó i implementació d’Intel·ligència Ar ﬁcial (IA). 
 
Sense aquesta eina, tots aquests subsistemes s’haurien de desenvolupar des de zero o             
s’haurien d’aconseguir d’altres fonts i sinte tzar-los per a que funcionessin conjuntament,           
incrementant la diﬁcultat i el temps de desenvolupament de forma exponencial. El game             
engine u litzat per a aquest projecte és  Unity3D , ja que és molt versà l i gratuït. 
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3.1.2. Actors implicats 
Desenvolupador 
Donat que es tracta d’un projecte de modalitat A, el principal actor implicat en el               
desenvolupament del projecte és el mateix estudiant, ja que li permetrà obtenir el seu              
graduat universitari. A més a més, com que el projecte està fortament relacionat amb el               
camp d’interès professional de l’estudiant, els videojocs, li permetrà rebre experiència sobre            
com funciona el desenvolupament d’un producte d’aquest  pus i quins factors s’han de tenir              
en consideració a l’hora de dur-ho a terme. 
 
Usuaris 
Generalment, l’usuari és l’actor més important en el camp del desenvolupament dels            
videojocs. La sa sfacció de l’usuari ﬁnal és clau per a comprovar si el projecte ha estat exitós                 
o no. L’usuari ha de disfrutar del producte i totes les funcionalitats del sistema haurien de                
centrar-se en aquesta ﬁnalitat. 
 
Director del projecte 
El director d’aquest Projecte Final de Grau és el professor Antoni Chica Calaf, qui              
s’encarregarà de supervisar la feina realitzada per l’estudiant per tal que resul  en un              
producte sa sfactori. 
 
Associacions d’interès històric catalanes 
Tot i que la distribució comercial del producte a desenvolupar no entra dins de l’abast del                
projecte, certes associacions o grups que es dediquen a fer divulgació sobre la història de               
Catalunya (per exemple, la revista Sàpiens), podrien estar interessats en l’èxit del projecte, ja              
que en els darrers anys hem pogut veure com els videojocs han servit per generar interés en                 
la cultura i la història. 
 
3.2. Estat de l’art 
El camp dels videojocs és peculiar a l’hora d’avaluar l’estat de l’art. Al tractar-se d’un               
producte d’oci, l’anàlisi de l’estat de l’art és una tasca més abstracta que per a altres                
productes de so ware. El producte no tracta de resoldre un problema especíﬁc, sino d’oferir              
un con ngut de qualitat i entre ngut per a l’usuari, amb inﬁnitat de possibilitats sobre com               
fer-ho. Per tant, depenent de quines caracterís ques  ngui el producte, ens podem trobar             
amb que no es pot comparar ben bé amb altres productes del mercat de forma objec va.  
 
Per aquesta raó, s’ha decidit analitzar separadament les caracterís ques del videojoc           
d’aquest projecte per tal d’avaluar el component innova u del producte en relació a             




Actualment hi ha molt pocs videojocs d’entreteniment que trac n sobre Catalunya. La major             
part dels videojocs que tracten sobre la cultura catalana solen ser de caire educa u. Un dels                
exemples més destacats és la col·lecció de jocs educa us Personatges en Joc, esmentada             
anteriorment. Aquests videojocs presenten una idea molt interessant: ensenyar la cultura           
catalana mitjançant l’entreteniment, una ﬁta similar a la d’aquest projecte, però d’un caire             
molt més educa u que d’entreteniment. 
D’altra banda, el 2014 la Generalitat de Catalunya va dissenyar un programa per a fomentar               
el desenvolupament de videojocs que tractessin sobre moments importants de la història de             
Catalunya [9], començant amb el cas del de la commemoració dels fets ocorreguts al 1714.               
Tot i que altres convocatòries d’aquest programa es van realitzar en els anys següents per a                
altres temà ques relacionades amb aniversaris de fets històrics, darrerament el programa           
sembla que pràc cament ha desaparegut, i no es poden trobar els videojocs que es van               
realitzar per al programa. 
 
Per tant, podem veure que, tot i que ja hi ha hagut certs intents de donar a conèixer la                   
cultura catalana mitjançant els videojocs, encara hi ha moltes temà ques que no s’han             
tractat. Concretament, no existeix cap videojoc en l’actualitat que trac  sobre cap fet             
relacionat amb Arnau Mir de Tost.  
3.2.2. Videojoc Històric 
Des de fa uns anys, els videojocs que representen una història ﬁc cia emmarcada en un               
capítol real de la història han estat tot un èxit, tant en popularitat com en l'interès que                 
aquests capítols han generat sobre els usuaris [10]. Tot i que certes temà ques històriques              
han estat tractades reiteradament (com la Segona Guerra Mundial a la saga Call of Duty - no                 
lliure de crí ques per la seva visió reescrita de la història [11]), alguns videojocs han               
aconseguit fomentar l’interès dels jugadors en episodis menys tractats de la història de la              
humanitat (com el Renaixement o la Revolució Industrial a la saga Assassin’s Creed ,             
reconeguda per la seva magníﬁca ambientació en èpoques passades [1]). Una Aventura            
Gràﬁca força popular darrerament ha estat Valiant Hearts [12], que narra una història ﬁc cia              
dins del marc de la Primera Guerra Mundial alhora que aporta informació interessant o              
sorprenent sobre els fets que van ocórrer durant la guerra. Per tant, que un videojoc trac                 
sobre un episodi important alhora que desconegut de la història de Catalunya és un              
enfocament que, tot i ser poc habitual, està basat en l’evidència de que es pot fomentar                
l’interès en la història mitjançant els videojocs.  
 
Tot i això, la representació de la història als videojocs no deixa de ser un tema de debat. No                   
són poques les veus que defensen que els fets històrics que s’expliquen en els videojocs               
solen ser poc veraços o excessivament drama tzats [13]. En canvi, d’altres veuen els             
videojocs com una eina amb potencial per ser u litzada per explicar la història d’una forma               
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única, en el cas de que es prioritzi la precisió històrica per davant de la jugabilitat [14]. Saber                  
trobar l’equilibri entre precisió històrica i entreteniment segueix essent el principal problema            
a l’hora de desenvolupar productes d’aquestes caracterís ques. 
3.2.3. Gènere 
Com s’ha esmentat anteriorment, el producte que projecte pretén desenvolupar és una            
Aventura Gràﬁca 3D. El gènere d’Aventures en els videojocs es caracteritza per jocs en què               
l’usuari ha d’u litzar el seu enginy, habilitats d’inves gació i paciència per progressar al llarg              
de nivells explorables [15]. Concretament, les Aventures Gràﬁques 3D venen deﬁnides per            
un es l de joc més pausat que el de les Aventures d’Acció més populars, i recompensen                
l’enginy sobre l’agilitat, i se centren en explicar una història. El jugador ha de posar-se a la                 
pell d’un personatge protagonista, el qual haurà de progressar al llarg de diferents nivells o               
escenaris, interactuant amb les objectes i personatges de l’escenari i resolent           
trencaclosques. Totes les interaccions que el jugador realitzi amb el videojoc es faran segons              
el sistema Point&Click [16], que consisteix en clicar sobre els objectes de l’escenari que es               
desitgi inves gar, per tal de recollir-los, ac var-los o rebre’n més informació. Aquest gènere             
de videojocs acostuma a anar fortament lligat amb un component narra u important, que             
ajuda a fer la progressió molt més entre nguda i sa sfactòria. Tot i que no són el gènere més                  
popular dins del món dels videojocs, les Aventures Gràﬁques sempre han estat respectades             
per la seva habilitat d’explicar històries interessants amb un drama sme i humor únics [17].              
Degut a totes aquestes caracterís ques, alguns estudis veuen les Aventures Gràﬁques més            
com a històries que com a videojocs, ja que se centren més en crear un món creïble i sòlid                   
que en una jugabilitat dinàmica i trepidant [18]. 
 
Un dels majors exponents d’aquest gènere és The Secret of Monkey Island , una Aventura              
Gràﬁca 2D que, par nt d’una jugabilitat extremadament senzilla, va aconseguir moldejar un            
gènere i crear un referent a seguir per a les següents generacions de videojocs d’Aventures               
[19]. La clau de l’èxit de jocs com Monkey Island és el seu carisma: La narra va i humor únics                   
que els caracteritzen, juntament amb un disseny de jugabilitat que força al jugador a pensar,               
explorar i resoldre trencaclosques per poder progressar en la aventura. És un gran referent a               
seguir per al desenvolupament de qualsevol Aventura Gràﬁca. 
 
Si tenim tots aquests aspectes en compte, podem veure clarament que cal dissenyar i              
implementar una nova solució, ja que no n’hi ha d’existents que siguin prou similars com per                




4. Metodologia i rigor 
4.1. Metodologia de treball 
La metodologia de treball que s’ha seguit en aquest projecte és de  pus Agile (àgil). Aquest                
 pus de metodologies són molt comunes i populars avui dia, especialment quan es tracta de               
projectes desenvolupats per equips pe ts i/o independents. Les metodologies àgils es           
caracteritzen per un desenvolupament itera u i incremental, amb especial èmfasi sobre la            
retrospec va. Es creen blocs de treball (sovint anomenats Sprints ), que solen durar de dues              
a quatre setmanes i permeten adaptar-se a noves necessitats que puguin sorgir. En el cas               
d’aquest projecte l’ús de la metodologia Agile és el més adequat, ja que, com s’ha esmentat                
anteriorment, els obstacles que poden sorgir són nombrosos, doncs sovint no es coneixen             
totes les funcionalitats que  ndrà el joc des de bon principi. Per tant, un disseny itera u que                 
perme  al màxima ﬂexibilitat a l’hora de afegir o eliminar funcionalitats al sistema és una               
eina molt adient per al desenvolupament del videojoc. Les Fases de la metodologia que              
s’han dut a terme durant el projecte són: 
 
Conceptualització 
En aquesta etapa es crea el concepte del videojoc que es vol realitzar. Es deﬁneixen tan la                 
temà ca com el gènere, ja que són els dos punts claus del videojoc. S’escullen les eines de                 
desenvolupament que s’u litzaran per al projecte. 
 
Incepció 
Es planteja un primer esborrany de la història a narrar, la qual deﬁneix els esdeveniments               
que succeiran al llarg del joc. Aquest esdeveniments deﬁneixen quins personatges,           
interaccions, escenaris, objectes i mecàniques caldrà desenvolupar. 
 
Iteracions de desenvolupament 
La part principal del desenvolupament del projecte. Les primeres iteracions se centren en             
posar en funcionament els components essencials del joc, com el moviment, les            
interaccions, els diàlegs i la transició entre nivells. Un cop funcionin aquests mecanismes, es              
comencen a construir els nivells que composen el joc. Cada nivell està compost d’un conjunt               
d’escenaris relacionats. La idea inicial és que el desenvolupament dels nivells sigui gradual             
(en ordre). L’es l de desenvolupament en iteracions ha permès avaluar la feina feta al ﬁnal               
de cada Sprint o bloc de treball, per tal d’assegurar-se de que el projecte avançava segons el                 
previst i en la direcció adequada. 
 
Testing 
No és una fase de per sí, ja que el tes ng s’ha realitzat constantment per assegurar-se de                 
que les mecàniques funcionen correctament i la experiència d’usuari era adequada. Els tests             
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consis ran en proves en temps real del diferents sistemes. Un cop acabat el             
desenvolupament principal del videojoc, s’ha posat a disposició de diversos usuaris aliens al             
projecte per a testejar el funcionament del joc i la qualitat de l’experiència d’usuari. 
 
Release 
Part ﬁnal del desenvolupament, es realitza el build ﬁnal i es ﬁnalitza la documentació              
associada. 
4.2. Eines de seguiment 
Git / Github 
Un dels majors sistemes de control de versions per al desenvolupament de so ware. Git i               
Github permeten emmagatzemar un projecte so ware en un repositori, des del que es pot              
fer un seguiment precís del progrés del projecte: quins arxius s’han modiﬁcat, quan, etc. A               
més a més, permet mantenir diferents branques de desenvolupament, per quan cal            
desenvolupar subsistemes que interfereixen entre sí, per tal d’evitar solapaments. 
 
Trello 
Una eina molt senzilla, però molt eﬁcaç, per a mantenir un seguiment més conceptual del               
progrés del projecte. Trello permet crear un tauler amb una sèrie de categories en les que es                 
poden crear i col·locar tasques. Això permet a l’usuari deﬁnir les seves tasques (històries              
d’usuari, issues, bugs, etc.) i deﬁnir en quin estat estan (a backlog, per fer, en procés, fetes,                 
pendents d’arreglar, etc.). 
 
Google  Drive 
Una eina que permet emmagatzemar i accedir a documents i ﬁtxers en el núvol. Permetrà               
mantenir el GDD ( Game Design Document ), un document que deﬁneix el videojoc: la seva              
audiència objec u, les plataformes on es desplegarà, les mecàniques de joc, la història i els               
personatges que apareixen en el joc, la inter cie d’usuari, l’estè ca, etc. Aquest document             
permet tenir una visió global de les caracterís ques del videojoc i permet fer un seguiment               
de les modiﬁcacions que es fan d’aquestes. 
4.3. Mètodes de validació 
Durant tot el procés de desenvolupament del projecte, s’han realitzaran reunions setmanals            
o bi-setmanals amb el director del projecte, el que ha permès fer un seguiment crí c i                
reﬂexiu sobre el progrés del projecte. Gràcies a l’experiència del tutor en el camp dels               
videojocs, aquestes reunions han ajudat a trobar punts de millora de disseny i a decidir si                
calia redistribuir esforços per tal d’assegurar la qualitat del producte. 
Per a validar la qualitat del producte, s’han fet proves en temps real amb alguns usuaris                
aliens al desenvolupament, per tal d’avaluar la intui vitat, diﬁcultat i qualitat d’experiència            
d’usuari que proporciona el videojoc. 
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5. Eines de desenvolupament 
5.1.  Unity Game Engine 
5.1.1. Idea 
El concepte darrere de Unity [20] és el mateix que per a qualsevol Game Engine : agilitzar                
substancialment el desenvolupament de videojocs. Per això, ofereix una inter cie gràﬁca           
que permet al desenvolupador tenir un accés ràpid i directe a eines de desenvolupament per               
a tots els aspectes d’un videojoc: apartat gràﬁc, apartat sonor, animacions, efectes, inter cie             
d’usuari, etc. Unity implementa una arquitectura En tat-Component, que ve caracteritzada          
per la següent deﬁnició: tot el que és present en el videojoc és una en tat (anomenat                
genèricament GameObject ), la qual deﬁneix el seu comportament amb un conjunt de            
components. Aquests components poden ser emissors d’àudio, sistemes de col·lisió i ges ó            
de  sica, Scripts de comportament, sistemes d’animació, gestors de localització, escala i            
rotació, etc. D’aquesta manera, Unity permet augmentar la modularitat del          
desenvolupament del so ware, ja que cada en tat es responsabilitza de sí mateixa. 
5.1.2. Projecte de  Unity 
Per a desenvolupar qualsevol videojoc amb Unity, el primer que cal fer és crear un nou                
Projecte de Unity . Aquests Projectes poden emmagatzemar-se tant localment com al núvol.            
A l’hora de crear un nou Projecte, cal escollir la plan lla ( template ) que Unity u litzarà per a                 
deﬁnir quines eines, recursos i opcions de projecte estaran disponibles per al            
desenvolupament del Projecte. Actualment, aquestes plan lles són: 
● 2D: Deﬁneix el projecte com a un videojoc 2D, deﬁnint les opcions de projecte. 
● 3D: Deﬁneix el projecte com a un videojoc 3D, deﬁnint les opcions de projecte. 
● 3D amb Extres: Igual que la plan lla 3D, però ofereix a més a més un conjunt de                 
sistemes de mostra, exemples predeterminats i altres eines per agilitzar el           
desenvolupament. Actualment aquesta plan lla encara es troba en estat de Preview. 
● HDRP ( High-Definition Rendering Pipeline ): Aquesta plan lla es centra en el          
desenvolupament de videojocs que requereixin altes prestacions gràﬁques. Fa ús de           
nous canals de processament de gràﬁcs i permet Visual Scripting i desenvolupament            
de Shaders mitjançant grafs. Aquesta plan lla encara es troba en estat de            
Desenvolupament. 
● LWRP ( Lightweight Rendering Pipeline ): Aquesta plan lla es centra en el          
desenvolupament de videojocs on el rendiment és la màxima prioritat, com és el cas              
de videojocs orientats a disposi us mòbils. Tot i això, també permet fer ús de els               
canals de processament de gràﬁcs més recents de Unity , així com de desenvolupar             
Shaders mitjançant grafs. Aquesta plan lla encara es troba en estat de           
Desenvolupament. 
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● VR LWRP ( Virtual Reality Lightweight Rendering Pipeline ): Aquesta plan lla         
incorpora les mateixes avantatges que la plan lla LWRP , a més de deﬁnir totes les              
conﬁguracions del Projecte per a que s’adap n millor a videojocs orientats a Realitat             
Virtual. Aquesta plan lla encara es troba en estat de Desenvolupament. 
 
Per a aquest projecte s’ha escollit fer ús de la plan lla 3D, degut a la seva estabilitat i                  
ﬂexibilitat a l’hora de desenvolupar qualsevol  pus de videojoc 3D. Una altra opció que es va                
considerar va ser fer ús de la plan lla HDRP , tot i que es va deses mar degut a la seva poca                    
estabilitat (ja que encara es troba en desenvolupament). 
5.1.3. Finestres 
Per tal de accedir als diferents apartats d’un Projecte, Unity els organitza en diverses              
ﬁnestres. Unity també proporciona un sistema de deﬁnició de Layouts , que permet deﬁnir el              
es ls personalitzats de posicionament de ﬁnestres, gràcies al qual podem veure les ﬁnestres             
que desitgem en la posició que en resul  més còmode. En el cas d’aquest projecte, s’ha                















Figura 1: Finestres principals de  Unity3D . 
 
A la Figura 1 podem veure les cinc ﬁnestres principals, repar des en dos grups, un de dos                 
ﬁnestres horitzontals, Scene Window (1) i Game Window (2), que permeten tenir en temps              
real la visió lliure de l’escena i la visió de la càmera de joc, respec vament. L’altre grup està                  
format per les ﬁnestres Hierarchy (3), Project (4), i Inspector (5). Aquestes ﬁnestres             
permeten accedir a els diferents objectes que estan presents a la nostra Escena, accedir als               
objectes i recursos presents al nostre projecte i inspeccionar la informació d’un objecte             
seleccionat, respec vament. A més d’aquestes cinc ﬁnestres principals, també he afegit           
l’opció de poder accedir a tres ﬁnestres més mitjançant l’ús de pestanyes, tal i com es pot                 
















Figura 2: Finestres extra de  Unity3D . 
 
Projecte 
La ﬁnestra de Projecte (Figura 3) permet accedir, ges onar i organitzar tots els Assets que               
componen el Projecte. Els Assets són els recursos que s’empraran per donar vida al joc:               
Models 3D i 2D, Textures, Materials, ﬁtxers d'àudio, Animacions i Scripts , entre d’altres.             
Aquests ﬁtxer poden ser creats des del propi motor Unity , com els Scripts , els Materials i                
certs Models senzills, o important ﬁtxers desenvolupats eines externes, com animacions i            
models complexos, ﬁtxers d’àudio i textures. Inicialment, tots els Assets de Unity es             
localitzen a la carpeta Assets , tot i que Unity permet crear i ges onar les nostres pròpies                





















La ﬁnestra d’Escena (Figura 4) permet visualitzar, editar i ges onar l’Escena de Unity actual.              
Les Escenes composen els mòduls principals en què es divideix un videojoc de Unity ,              
permetent així crear escenaris diferenciats segons les necessitats del videojoc. 
 
En el cas par cular de les Escenes 3D, Unity ens permet navegar per aquestes com a una                 
mena de càmera ﬂotant (similar a la majoria d’eines de desenvolupament 3D), amb el que               
podem visualitzar i accedir a qualsevol punt de l’escenari des de qualsevol punt de vista. Els                
controls d’aquesta càmera són amb les tecles WASD per al moviment, clic dret per a orientar                
la vista i  Shift  per a accelerar la velocitat de desplaçament. 
 
A part de navegar per l’Escena, la ﬁnestra també ens permet seleccionar qualsevol objecte              
que es trobi localitzat en aquesta. Per a qualsevol objecte seleccionat, també ens permet              
aplicar-hi alguna operació gràcies al menú d’eines d’Escena: traslació, rotació, escala i            
operacions rectangulars (orientades a Inter cie d’Usuari). A més a més, permet escollir el             
punt de referència sobre el que fer aquestes operacions (Pivot o Centre de l’objecte) o en                
















Figura 4: Finestra  Scene . 
 
Jerarquia 
Tot i que la ﬁnestra d’Escena permet seleccionar qualsevol objecte de l’Escena, la ﬁnestra de               
Jerarquia (Figura 5) presenta una llista ordenada amb tots els elements de l’Escena. Això              
permet deﬁnir nivells de jerarquia pare-ﬁll entre diversos objectes o seleccionar objectes            
que no  nguin representació gràﬁca que no es podrien seleccionar des de la ﬁnestra              
d’Escena. Quan diversos objectes formen una jerarquia, es crea un desplegable representat            


















Figura 5 : Finestra  Hierarchy  i Exemple de jerarquia de  GameObjects . 
 
Inspector 
La ﬁnestra Inspector (Figura 6) és clau a l’hora de conﬁgurar els diferents objectes del               
Projecte. Ja sigui un objecte de l’Escena o un altre objecte del Projecte ( Asset ), la ﬁnestra                
Inspector mostra la informació rela va a l’objecte i els seus components i permet modiﬁcar              






















L’escena de Joc (Figura 7) permet tenir una vista de com es veurà el videojoc quan s’execu .                 
Un cop posem el joc en execució, aquesta ﬁnestra mostrarà la vista de càmera del joc,                














Figura 7: Finestra  Game . 
 
Animador 
La ﬁnestra Animador (Figura 8) és una ﬁnestra “secundària”, doncs normalment no és visible              
i cal afegir-la al Layout actual. Un cop afegida, permet veure la màquina d’estats d’un               
Animator Controller concret, el qual permet deﬁnir el ﬂux d’estats (i animacions) per a els               
objectes que l’u litzin. La ﬁnestra permet deﬁnir paràmetres per a la ges ó del ﬂux de la                



















A l’igual que la ﬁnestra Animator , també s’ha d’ac var manualment. Aquesta ﬁnestra (Figura             
9) permet visualitzar la informació d’una animació concreta. Aquesta informació consta de la             
línia temporal en que s’executaran els diferents Keyframes d’animació (els esdeveniments           
que conformen l’animació). La ﬁnestra també ens permet visualitzar com s’executarà           













Figura 9: Finestra  Animation . 
 
Navegació 
La ﬁnestra de Navegació (Figura 10) ens permet accedir a les funcionalitats relacionades amb              
la creació i ges ó de mapes de navegació ( NavMeshes ) que permetran al personatge             
protagonista calcular les seves rutes i saber quines zones són accessibles i quines no (Figura               
11). L’apartat “ Bake ” de la ﬁnestra permet sinte tzar aquest mapa deﬁnint una sèrie de              
caracterís ques, com quin és el màxim angle pel qual es podrà enﬁlar el jugador, o quina                
alçada màxima d’obstacles serà capaç de sortejar, entre d'altres. Aquesta ﬁnestra no es troba              














Figures 10 i 11: Finestra  Navigation i exemple de  NavMesh . 
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5.1.4. Conceptes de  Unity 
Escena 
Com ja s’ha esmentat, les escenes formen els mòduls de so ware més grans dins d’un               
projecte. Tot i que un videojocs senzill podria estar completament implementat en una única              
escena, aquestes permeten separar els diferents nivells o escenaris del joc per tal             
d’aconseguir una major eﬁciència (doncs escenes massa grans augmentarien el temps de            
càrrega) i sensació de progrés dins del joc (ja que per a representar escenaris molt               
diferenciats, sovint no es pot fer amb una única escena). 
 
GameObject 
Com ja s’ha comentat anteriorment, els GameObjects són les en tats del joc que ajuden a               
conformar cada un dels objectes que hi són presents: Mobiliari, decoració, personatges,            
enemics, objectes invisibles per a la ges ó de la lògica del joc, etc.  
 
Components 
Els Components són la part complementària dels GameObjects , seguint l’arquitectura          
En tat-Component. Aquests permeten deﬁnir, per a cada objecte, les seves qualitats,           
comportaments i relacions amb altres objectes de l’escena i del joc. 
 
Prefab 
Els prefabs són un concepte extremadament ú l en el desenvolupament de videojocs.            
Permeten emmagatzemar un objecte i els seus components com a un Asset , de tal manera               
que en puguem fer còpies que  nguin aquestes mateixes caracterís ques. La relació entre             
un objecte i el seu prefab és molt similars a la relació entre una instància i la seva classe. Per                    
a crear un prefab, només cal escollir un objecte que vulguem u litzar com a base i deﬁnir-lo                 
com a prefab (un  pus d’ Asset ). A par r d’aquest moment, podem crear instàncies d’aquest              
prefab, de tal manera que si fem canvis sobre el prefab, totes les instàncies d’aquest, inclòs                




La càmera és un dels conceptes claus en qualsevol videojoc. Representa el punt de vista des                
del qual l’usuari podrà veure els con nguts del videojoc. Sovint, la càmera sol moure’s              
juntament amb el jugador, tot i que la manera de fer-ho depèn absolutament del  pus de                
videojoc que es trac . Si el videojoc és en primera persona, la càmera estarà situada als ulls                 
del personatge principal, permetent al jugador emular qualsevol moviment que podriem fer            
si es guéssim dins del cos del protagonista. Si el videojoc és en tercera persona, la càmera se                 
sol situar en un punt mitjanament llunyà del personatge principal, de tal manera que podem               
veure una part o la totalitat del seu cos i com interactua amb l’escenari. La distància i                 
funcionalitats d’una càmera de tercera persona són molt més variades que en el cas de               
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primera persona, fent que el seu funcionament varii completament de gènere a gènere. 
 
Il·luminació  
La il·luminació és un dels aspectes més importants d’un videojoc 3D. És l’element que              
permet al jugador tenir una sensació de realitat i progrés dins d’un escenari: canvis              
d’il·luminació sobre el personatge i els objectes, sensació de profunditat, reﬂexes, etc.            
Generalment, la il·luminació en un videojoc sol ser de dos  pus: Realtime (en temps real) i                
Baked (cuita). La diferència entre els dos  pus radica en quan es realitzen els càlculs de la                 
il·luminació (il·luminació directa, indirecta, reﬂexió, rebots dels raigs de llum, etc.). Per            
defecte, Unity deﬁneix totes les seves llums com a Realtime . Aquest  pus de càlcul lumínic               
sol aportar la major ﬁdelitat i precisió de la il·luminació dels objectes d’una escena a costa                
d’una gran reducció de l’eﬁciència de processament, doncs la il·luminació s’està calculant            
constantment. Baked , d’altra banda, permet “coure” la il·luminació de certes llums i objectes             
per tal de que no s’hagin de calcular durant l’execució del joc. D’aquest manera, aquests               
es ls de càlcul lumínic se solen u litzar de la següent manera: 
 
● Realtime s’u litza per a aquells objectes i fonts de llum que siguin dinàmics. És a dir,                
que la seva posició o orientació vari de forma signiﬁca va durant l’execució del joc.              
Exemples d’objectes dinàmics són els personatges i altres objectes mòbils i fonts de             
llum que hagin d’il·luminar aquests. 
 
● Baked s’u litza per a aquells objectes i fonts de llum que siguin està cs. Això vol dir                
que la seva posició i orientació no variarà de forma signiﬁca va durant l’execució del              
joc i, per tant, la seva il·luminació es pot calcular a priori. Exemples en són les fonts                 
d’il·luminació global (o ambiental), objectes està cs (vegetació immòbil, mobiliari,         
estructures, etc.). Aquest  pus de càlcul fa especial referència als objectes, ja que             
una font de llum baked no generarà ombres de forma dinàmica (per tant, només la               
llum ambiental se sol deﬁnir com a  baked ). 
 
Animació 
L’animació és el concepte de que un objecte  ngui un comportament dinàmic en certs              
moments de l’execució del joc. Aquest comportament pot ser de molts  pus: des de simples               
translacions, rotacions i escalats ﬁns a moviments orgànics de personatges, moviments de            
certes parts d’un objecte concret o moviments de diversos objectes diferents. Com s’ha vist              
anteriorment, Unity incorpora un editor i gestor d’animacions, tot i que hi ha eines, les quals                
comentarem més endavant, que són més potents i complexes. 
 
Navegació 
La navegació és un concepte força abstracte. Principalment fa referència a la manera en que               
el personatge principal (i, per tant, el jugador) es podrà moure per l’escenari 3D per a                
explorar-lo o progressar. La navegació dels escenaris d’un videojoc venen deﬁnides pel seu             
es l i gènere: grau de llibertat d’exploració, es l de moviments i sistema de input per a                
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explorar l’escenari. En el cas del videojoc d’aquest projecte, la navegació funciona amb un              
sistema que incorpora Unity que permet deﬁnir quines zones són explorables i quines no.              
Aquests sistema s’explicarà en detall més endavant. 
 
Scripting 
Els Scripts són unitats de codi i un  pus de component que permeten deﬁnir comportaments               
personalitzats i complexos de les en tats del joc. En el cas de Unity , poden estar escrits en                 
C# i JavaScript (en el aquest projecte s’usarà el primer, ja que és amb el que  nc més                  
experiència). Com ja hem dit abans, els components deﬁneixen comportaments per a els             
objectes amb els que estan associats, i els Scripts no són cap excepció. És per això que Unity                  
té deﬁnit el complex sistema de classes MonoBehaviour . Per norma general, tots els Scripts              
que es realitzen per a un joc en Unity hereden d’aquesta classe, que incorpora un gran                
nombre de mètodes i atributs que ajuden a comunicar l’ Script amb altres components de              
l’objecte. Una altra classe de la qual pot heretar un Script és la classe ScriptableObject , de la                 
que parlarem més endavant. 
 
Building 
Building fa referència al concepte de preparar un videojoc per a ser jugat. Com altres               
aplicacions de so ware, Unity compila tot el so ware deﬁnit en el projecte, eliminant el que               
no s’u litzi i op mitzant el que sí, per tal de generar un binari lleuger que perme  jugar al                  
videojoc com s’espera que ho faci l’usuari ﬁnal. 
 
5.1.5. Motor 3D 
Models 3D 
Al tractar-se d’un videojoc 3D, necessitem una manera de representar els objectes del món              
real de tal manera que siguin visibles des de diversos punts de vista. Els models 3D són les                  
unitats que ens permeten obtenir aquesta representació. 
Generalment, qualsevol model creat en Unity o importat d’una altra font té dos components              
a Unity . El component Mesh Filter indica al Mesh Renderer quina mesh o “malla” (la base 3D                 
de l’objecte) usarà el model per a representar-se. Això afecta a la representació visual de               
l’objecte i als seus càlculs de llum, ombres, etc. El component Mesh Renderer ges ona              
aquests càlculs, permetent-nos deﬁnir si l’objecte generarà ombres o no davant d’un focus             
de llum, si aplicarà tècniques d’op mització de gràﬁcs quan l’objecte no es mostri en              
pantalla, com s’han d’aplicar les textures (si n’hi ha), etc. El desenvolupament i eines              
u litzades per a crear els models seran explicats en apartats posteriors. 
 
Terrenys i situació d’objectes 
Els terrenys són uns Assets de Unity que poden ésser modelats per a poder representar               
formacions geogràﬁques naturals. A par r d’un terreny quadrat base, podem aplicar           
diferents operacions: elevar terreny, enfonsar terreny, ﬁxar alçada, pintar terreny, crear           
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terrenys veïns, etc. Totes aquestes operacions s’apliquen de forma visual mitjançant un            
pinzell, la mida, forma i opacitat del qual poden editar-se. Com que el videojoc té lloc en                 
espais naturals, s’u litzaran terrenys de creació pròpia per a donar un espai al jugador per               
on moure’s i explorar. 
 
El modelatge del terreny ha d’anar molt lligat al disseny del nivell, és a dir, a com es                  
col·loquen els diversos objectes, decora us o interactuables, per a conformar el que l’usuari             
veurà quan jugui. 
 
Navegació 
Com s’ha comentat abans, la navegació d’un videojoc fa referència a com el jugador ha               
d’introduir les ordres per a desplaçar-se per l’escenari, quines són les zones per les que es                
pot moure i com es realitzarà el moviment. Al tractar-se d’una Aventura Gràﬁca de  pus               
Point&Click, totes les interaccions del jugador es centraran al voltant dels clics que faci amb               
el ratolí sobre els elements del joc. Per tant, queda descartat l’es l tradicional de moviment               
mitjançant les tecles WASD o ﬂetxes de direcció. Al constar els escenaris d’espais 3D, on hi                
poden haver obstacles, desnivells o accessos bloquejables, s’ha decidit emprar un sistema de             
cerca de camins òp ms integrat a Unity : el NavMesh System . Aquest sistema permet deﬁnir              
quines parts de l’escenari són navegables, quin  pus de desnivells i entrebancs podran             
superar-se, etc. S’u litza en conjunció amb l’anomenat NavMesh Agent , un component que            
integrarem amb el codi de moviment del jugador per a fer els càlculs dels camins mínims al                 
fer clic en un punt de l’escenari al que vulguem navegar. 
 
Física 
El sistema de simulació de  sica de Unity proporciona un gran nombre d’eines que permeten               
simular interaccions  siques reals. En el cas d’aquest videojoc, com la navegació del jugador              
es realitzarà mitjançant NavMeshes , les  siques de Unity seran emprades únicament per a             
ges onar els clics del jugador sobre les zones navegables (terreny, etc.) i la interacció amb               
personatges i objectes del joc. El sistema que ges onarà aquests clics s’anomena Raycasting             
que, com el seu nom indica, traçarà raigs projectats des del nostre cursor al fer clic, traduint                 
les coordenades que hem fet sobre un espai 2D (la pantalla) en unes coordenades d’impacte               
del clic en l’espai 3D (l’escenari navegable o objectes interactuables). 
 
5.1.6. Apartat Gràfic 
Textures 
Les textures són mapes de bits bidimensionals que representen l’aparença de color d’un             
model 3D. Al tractar-se d’una imatge 2D que s’ha d’aplicar sobre la super cie d’un model 3D,                
s’ha de realitzar un procés anomenat UV Mapping (U i V representen els eixos de la textura a                  
aplicar, donsc X, Y i Z representen els eixos del model). Aquest procés indica quines parts de                 
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la textura han de ser pintades sobre quines parts del model.  
 
Materials 
Per tal de poder aplicar una textura (encara que sigui buida) a un model de Unity , és                 
necessari crear un material. Els materials s’encarreguen de renderitzar el model i les seves              
qualitats visuals mitjançant una sèrie de canals i mapes. Els canals principals que s’usaran en               
aquest videojoc són:  
● Albedo : També anomenat canal Diﬀuse, és on s’apliquen les textures de color. 
● Metallic : Deﬁneix el component metàl·lic de l’objecte. Pot aplicar-se segons un mapa            
o a tot l’objecte per igual. 
● Smoothness : Deﬁneix el component de suavitat de l’objecte, alterant-ne la reﬂexió.           
Pot aplicar-se segons un mapa o a tot l’objecte per igual. 
● Normal Map : Deﬁneix la rugositat simulada de l’objecte. 
● Occlusion : Permet deﬁnir un mapa d’oclusió ambiental, el qual permet representar           
ombres menors com plecs o arrugues.  
● Emission : Permet deﬁnir una component d’emissió per simular fonts de llum sense la             
il·luminació en sí. Pot aplicar-se segons un mapa o a tot l’objecte per igual. 
 
Hi ha diversos  pus de materials, caracteritzats pel  pus de Shader que empren, els quals               
deﬁneixen l’accés a unes opcions de conﬁguració o unes altres. 
 
Shaders 
Els Shaders són pe ts Scripts que s’encarreguen de calcular el color de cada pixel renderitzat               
d’un objecte, en funció de la il·luminació, les propietats dels materials i les textures, entre               
d’altres. En aquest projecte s’han usat els  pus de  Shaders  següents: 
 
● Standard : El  pus de material més comú, permet deﬁnir diversos canals de mapes             
per a un objecte, com color simple, color a par r d’una textura, component metàl·lic              
i de suavitat, mapes normals, mapes d’alçada, mapes d’oclusió i emissió. 
 
● Particles - Standard Surface : Un  pus de material que s’aplica als sistemes de             
par cules. Permet càlculs lumínics per a que la llum pugui modiﬁcar l’aparença de les              
par cules que u litzin aquest material. És a dir, intenta que les par cules es             
visualitzin com a objectes  sics (que  nguin super cie). Permet deﬁnir components           
albedo , metàl·lic, de suavitat,  Normal Map i emissió. 
 
● Particles - Standard Unlit : Com indica el seu nom, s’u litza en casos en que vulguem               
par cules que no es vegin afectades per la il·luminació. Per tant, es centra en              




● WaterPro : Un Shader dissenyat per Unity per a representar cossos d’aigua de            
complexitat intermitja. Permet deﬁnir la mida i direcció de les onades, la potència,             
deformació i color de la refracció i reﬂexió, així com components de color i normal               
maps. 
 
● SnowTracks, DrawTracks, SnowFall : Aquests són tres shaders de desenvolupament         
propi que he fet servir per a crear una superﬁcie deformable. SnowTracks s’encarrega             
de ges onar les deformacions que un terreny quadrat rebrà, l’input de les quals serà              
introduït gràcies a DrawTracks , que s’encarrega de crear un Splatmap (mapa de            
desnivells) que el primer llegirà i aplicarà les deformacions per nents. DrawTracks           
s’integrarà al personatge del jugador i aquest actuarà com a pinzell per a crear              
l’ Splatmap . Amb aquestes eines podré simular una super cie nevada al segon nivell.            
SnowFall permetrà afegir un component realista de que estem en plena nevada, el             
que farà que les deformacions realitzades pel jugador vagin reomplint-se amb el            
temps, fent que la super cie torni a la seva forma original. 
 
Sistemes de partícules 
Els sistemes de par cules són pe ts sistemes independents que permeten generar una sèrie             
d’imatges 2D des d’un punt d’origen per tal de representar un efecte concret: fum, gotes               
d’aigua, ﬂames, espurnes o vapor, entre d’altres. Els sistemes permeten un gran nombre             
d’opcions per a crear els nostres efectes especials, també coneguts com a VFX ( Visual              
Effects ). Els usats per a aquest projecte són els següents: 
 
● Caracterís ques base: 
○ Si el sistema s’executarà en bucle o no. 
○ Mida inicial de les par cules. 
○ Temps de vida de les par cules. 
○ Rotació inicial de les par cules. 
○ Modiﬁcadors de gravetat de les par cules. 
○ Espai de simulació (per a deﬁnir si el moviment de la font de par cules              
afectarà al seu moviment). 
○ Nombre de par cules màxim. 
 
● Emissió: Permet deﬁnir quin es l d’emissió de par cules es seguirà: emissió per            
temps, per distància, ràfegues, etc. 
 
● Forma: La forma de l’emissor, per a deﬁnir la direcció i moviment de les par cules:               
Con, caixa, cercle, forma personalitzada, etc. I des de quines parts d’aquesta forma             
s’emetran les par cules. 
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● Velocitat al llarg del temps de vida: Com canviarà la velocitat de les par cules durant               
la seva vida. 
 
● Limitar velocitat al llarg del temps de vida: Quin factor de reducció de velocitat              
rebran les par cules durant la seva vida. 
 
● Color al llarg del temps de vida: Com canviarà el color i transparència de les               
par cules durant la seva vida. 
 
● Color per velocitat: Com canviarà el color de les par cules en funció de la seva               
velocitat. 
 
● Mida al llarg del temps de vida: Com canviarà la mida de les par cules durant la seva                 
vida. 
 
● Rotació al llarg del temps de vida: Com canviarà la rotació de les par cules durant la                
seva vida. 
 
● Soroll: Quin soroll rebran les par cules. Segons un patró de aleatorització, es pot             
deﬁnir que les par cules rebin soroll o “interferències” en el seu moviment, de tal              
manera que puguin simular un moviment errà c o subjecte a forces externes (com             
espurnes d’una ﬂama o insectes voladors). 
 
● Col·lisió: Permet deﬁnir contra quins objectes poden col·lisionar les par cules i quin            
factor de velocitat perdran per cada impacte. 
 
● Sub-emissors: Permet deﬁnir una jerarquia de sistemes de par cules addicionals que           
seran generats a par r de les par cules del sistema principal. 
 
● Texture Sheet Animation : Permet deﬁnir les textures de les par cules per tal de que              
no siguin constants i que u litzin un sprite sheet per a canviar de textura al llarg de la                  
seva vida (com en explosions, fum, etc.). 
 
● Llums: Permet deﬁnir fonts de llum per a les par cules del sistema. 
 
● Trails : Permet deﬁnir esteles que seguiran a les par cules (com podria ser el fum que               
surt de les peces de metralla a arrel d’una explosió). 
 
● Renderer : Permet deﬁnir quins materials s’u litzaran per a representar les par cules,           
com seran visualitzades des del punt de vista de la càmera ( billboarding ), i el seu               
ordre en el canal de rendering (per a decidir quines par cules poden ocluir quines              
altres), entre d’altres. 
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5.1.7.  Scripting 
Concepte 
L’aproximació d’implementació de codi a Unity es basa en els Scripts , el que permet              
ges onar els sistemes d’una forma més modular. D’aquesta manera, quasi totes les classes             
deﬁnides hereden de la classe MonoBehaviour , que s’encarrega de proporcionar un gran            
nombre de funcionalitats i atributs, així com de ges onar les referències entre classes. Una              
de les principals caracterís ques dels Scripts que deriven de MonoBehaviour és la seva             
capacitat d’accedir a tota la informació i funcionalitats del GameObject al que es guin             
associats, així com a la dels seus ﬁlls. 
 
Scripts  com a Components 
A Unity , els Scripts s’u litzen per a controlar i ges onar el comportament d’un objecte al               
llarg del seu cicle de vida. Aquest comportament pot deﬁnir quines accions realitzarà, com              
es relacionarà amb altres objectes quan es donin certs esdeveniments, etc. Els Scripts que              
deriven de MonoBehaviour comencen amb dues funcionalitats buides quan es creen: Start            
és un mètode que s'executarà una vegada en el cicle de vida de la instància de l’ Script (és a                   
dir, de l’objecte al que es gui associat) i Update , un mètode que s’executarà cada frame . El                
primer mètode s’usa sovint per a manegar inicialitzacions, mentre que el segon s’usa per a               
modiﬁcar valors i ges onar events en temps d’execució. Tot i això, no són els únics mètodes                
implementables que proporciona MonoBehaviour . Alguns dels més u litzats en aquest          
projecte són: 
 
● Awake : Similar a Start , s’executa un cop durant el cicle de vida de la instància de                
l’ Script però, a diferència d’aquest, s’executarà just a l’iniciar-se l’Escena i encara que             
l’ Script no es gui ac vat per defecte. 
 
● OnEnable : Un mètode que s’executa cada vegada que l’ Script sigui ac vat. 
 
● OnDisable : Un mètode que s’executa cada vegada que l’ Script sigui desac vat. 
 
Variables 
Com a molts altres llenguatges, els Scripts de C# permeten deﬁnir variables locals i globals.               
Les variables locals tenen presència únicament dins dels mètodes en que són declarades. Les              
globals poden ésser declarades com a públiques, privades i protegides. Un gran avantatge             
que proporciona Unity és que aquelles variables que siguin declarades públiques poden            
visualitzar-se i editar-se en les instàncies dels Scripts ( GameObjects ) a l’ Inspector de Unity .             
D’aquesta manera, podem donar els valors que desitgem a cada instància de l’ Script . Si per               
alguna raó tenim una variable pública, però no volem que pugui editar-se des de l’Inspector               




Per deﬁnició, qualsevol funció cridada en un Script de Unity s’executa completament abans             
de retornar. Això signiﬁca que totes les accions que es duguin a terme en la funció s’hauran                 
d’executar en un únic frame d’actualització. Si per alguna raó necessitem que una sèrie              
d’accions d’una mateixa funció s’execu n al llarg del temps (com que la pantalla es torni               
negra lentament), necessitem una manera d’establir que la funció no s’hagi d’executar de             
principi a ﬁ abans de prosseguir amb l’actualització. Aquí és on entren les CoRoutines , que               




Si necessitem que certa informació es conservi entre diferents escenes del joc en una              
mateixa par da, o entre par des diferents, necessitem una manera d’emmagatzemar-la.          
Unity incorpora un sistema propi molt senzill de persistència, PlayerPrefs , que permet            
emmagatzemar pe tes quan tats d’informació per tal de poder-hi accedir entre escenes. En            
el cas d’aquest videojoc no el farem servir, doncs no hi ha puntuacions ni valors similars que                 
calgui guardar. 
 
La informació que cal guardar en aquest videojoc és més complexa, com ítems amb diversos               
camps d’informació, la posició dels objectes i les animacions del joc en el punt exacte on es                 
van deixar, condicions, etc. Per a aquests casos farem servir classes persisi bles pròpies i              
ScriptableObjects , el funcionament dels quals serà explicat més endavant. Per a           
emmagatzemar aquestes dos peces d’informació u litzarem una llibreria de Unity que           
permet serialitzar en arxius  JSON  ( JavaScript Object Notation ). 
 
5.1.8. Apartat Sonor 
L’àudio conforma una de les caracterís ques més importants en un videojoc de qualitat. La              
música, sons ambientals i efectes sonors potencien la immersió i ajuden a crear un context               
per a les situacions que es representen de manera visual. En aquest projecte s’ha procurat               
que l’àudio ajudi a obtenir una experiència dinàmica i de major qualitat. Unity disposa de               
diversos sistemes que ajuden a controlar l’àudio del joc: 
 
AudioClips 
Els clips són arxius d’àudio que poden estar en diversos formats ( wav , mp3 , ogg , etc.) que                
s’importen a  Unity  amb la intenció de que sonin durant la par da o en moments donats. 
 
AudioSource 
Qualsevol so que es vulgui sen r durant l’execució del joc necessita una font des de la qual                 
sonar. Un AudioSource pot reproduir un únic so assignat o se li poden assignar sons de forma                 
dinàmica (mitjançant Scripts ), per tal de poder reu litzar una mateixa font. Els AudioSources             
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són components que s’afegiran a un objecte que vulguem que reprodueixi so, i permeten              
editar un gran nombre d’opcions referents a com es reproduirà el so. Els més usats per                
aquest projecte són: 
 
● Volum: El volum de qualsevol arxiu d’àudio que s’hagi de reproduir en una font. 
 
● Play On Awake : Si la l’ AudioSource té un so assignat per defecte, podem indicar si               
volem que el so comenci a sonar quan es carregui l’escena. 
 
● Loop : Podem deﬁnir si la font reproduirà els sons en bucle o no. 
 
● Spatial Blend : Un valor molt important en aquest videojoc. Permet deﬁnir en quin             
factor la font es comportarà com una font 2D o 3D. Si es comporta més com a una                  
font 2D, el so es reproduirà més similarment a com ho faria reproduint l’arxiu d’àudio               
directament, sense tenir en compte la posició de l’objecte que té la font ni la seva                
orientació. Si es comporta més com una font 3D, la posició i orientació de l’objecte               
que té la font importarà de cara a com el jugador percebrà el so. 
 
● Volume Rolloff : En cas de que fem servir una font 3D, podem deﬁnir com el so variarà                 
en intensitat en funció de la distància entre la font i l’oient. Es poden deﬁnir funcions                
logarítmiques, lineals, etc. 
 
AudioListener 
L’ AudioListener actua com a l’oient. Només n’hi pot haver un d’ac u en el joc, i a par r de la                   
seva posició i orientació es calcularà com s’han de percebre els diferents sons (Figura 12).               
Normalment l’ AudioListener se situa on es gui la càmera, per a donar una sensació de              









Figura 12: Funcionament conceptual d’ AudioSources i  AudioListeners . 
 
Reverberation 
Per a simular grans espais tancats on hi pot haver eco o reverberació, s’ha fet ús d’un                 
modiﬁcador que estarà situat vora la càmera i alterarà tots els sons que rebi, en funció de la                  


















Figura 13: Opcions de configuració del component de Reverberació. 
 
5.1.9. Apartat d’Animació 
Les animacions són un dels recursos més importants dels videojocs. Permeten representar            
translacions, escalats, rotacions i altres operacions complexes d’una forma compacta,          
reusable i eﬁcient. Unity posa a la nostra disposició principalment dos mecanismes per a              
ges onar les animacions del nostre joc:  
 
Animation Clips 
Com ja hem esmentat, les animacions són maneres d’agrupar diverses transformacions           
complexes sobre les propietats d’un objecte d’una forma encapsulada, permetent-nos          
ges onar quan es realitzarà cada una de les transformacions al llarg del temps que duri               
l’animació (Figura 14), així com si l'animació es repe rà ( looping ) o no. Unity ens permet               
crear clips gràcies al seu motor d'animació, podent així alterar les propietats del             
GameObjects que desitgem. Tot i això, si necessitem animacions complexes més enllà de les              
caracterís ques dels GameObjects , com el Rigging (procés de preparació d’un model 3D per             
a ser animat) i animació de personatges, cal recórrer a eines externes per desenvolupar els               


























Figura 14: Exemple d’una animació a  Unity . 
 
Animator Controller 
L’ Animator Controller és un component que s’afegeix a aquells objectes que hagin d’executar             
més d’una animació o que requereixin una màquina d’estats d’animació (Figura 15). Així             
doncs, permet ges onar màquines d’estats en les que cada estat pot contenir (o no) una               
animació. A més a més, permet deﬁnir paràmetres ( floats , integers , booleans i Triggers ) que              
ajuden a controlar el ﬂux i sota quines condicions es canviarà d’estat i s’executarà l’animació               
associada. Així, quan un paràmetre, com un float o un boolean , canvii de valor o un Trigger                 
s’ac vi, es pot canviar d’estat. També permet modiﬁcar les animacions dels estats: la seva              



















Quan una animació s’executa, ho fa independentment de la lògica del joc. Els esdeveniments              
d’Animació ens permeten afegir crides a mètodes d’ Scripts afegits com a components en el              
GameObject que con ngui l’animació, de tal manera que es puguin executar en moments             
determinats de l’animació (Figura 16). Exemples d’aquests esdeveniments són, en el cas            
d’aquest projecte, les crides a reproduir un so quan el personatge fa l’animació de córrer, per                















Figura 16: Exemple d’un  Animation Event . 
 
En certes situacions he trobat la necessitat de que algunes animacions de personatges             
necessitaven so en un moment concret de l’animació (petjades, so del martell del ferrer,              
etc.). Per tant, he usat un recurs de Unity que permet cridar mètodes d’ Scripts en un                
moment donat de l’animació. He creat alguns Scripts amb mètodes que reprodueixin els             
sons que necessitava i he fet que l'animació cridés a executar aquests mètodes en moments               
concrets. 
 
State Machine Behaviors 
Com indica el seu nom, són Scripts especials que hereden de la classe             
StateMachineBehavior , i permeten accedir i implementar mètodes que s’executen quan          
s’arriba a un nou estat concret, quan se’n surt, mentre s’hi està, etc. Cada estat d’una                
mateixa màquina d’estats pot implementar el seu  State Machine Behavior . 
 
5.1.10.  UI ( User Interface ) 
La inter cie d’usuari és el mitjà amb el qual el jugador interactuarà amb els sistemes de                




Estil i Disseny 
Per tal de no trencar la immersió i ser el més usable possible, s’ha procurat dissenyar una                 
inter cie d’usuari senzilla, visible i que ofereixi les funcionalitats més essencials. 
 
Canvas 
El Canvas és un GameObject 2D que, com indica el seu nom, fa de super cie rectangular on                 
es representarà tota la inter cie d’usuari. En aquest projecte es fan servir diversos Canvas ,              
per a representar diverses inter cies diferents, com el Menú Principal, la inter cie que es              
mostra durant el joc o un Canvas que servirà per a fondre la pantalla a negre, fent les                  
transicions entre escenes menys abruptes. Sovint es situa el canvas en funció d’on miri la               
càmera, per tal d’estar situat just davant d’ella, però es pot tractar el canvas com un objecte                 




Els panells són blocs rectangulars que es situen dins d’un Canvas, permetent així deﬁnir els               
diferents apartats de la inter cie. Aquests panells permeten organitzar tots els seus            
elements interns, com botons, textos i imatges, per tal de tenir una inter cie ordenada i               
adaptable als  pus de pantalla més comuns. 
 
Text 
Permet representar un text amb la font, mida i alineament desitjats. Pot afegir-se com a               
GameObject  independent o com a component. 
 
Button 
Permet deﬁnir botons, als quals s’haurà d’assignar una sèrie de tasques a realitzar quan es               
premi. També es pot conﬁgurar la reac vitat visual del botó: De quin color serà quan es gui                
ac vat, desac vat, seleccionat i premut. 
 
Image 
Permet afegir un objecte amb renderitzador d’imatge que permet representar sprites i            
similars. Pot ésser un  GameObject  independent o un component d’un altre  GameObject . 
 
5.2.  MagicaVoxel 
5.2.1. Idea 
MagicaVoxel [21] és el so ware de modelatge 3D que he u litzat per a desenvolupar la               
major part dels models 3D que u litzo al videojoc. Tot i que no és una eina especialitzada                 
com Blender (és a dir, no està enfocada a ar stes 3D professionals), permet obtenir resultats               
sa sfactoris d’una forma raonablement ràpida, ja que abstrau alguns processos que           
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enlen rien exponencialment el desenvolupament del videojoc. El modelatge es fa          
mitjançant voxels (unitats cúbiques) en lloc de vèrtexs, el que permet fer models d’una              
forma més uniforme. Un cop es completa un model, podem procedir a pintar-lo i exportar-lo               


















Figura 17: Finestres principals de  MagicaVoxel . 
 
Project 
A la Figura 17, podem veure les diverses ﬁnestres de MagicaVoxel . La ﬁnestra Project (1) ens                
permet accedir a tots els models que desenvolupem. Per defecte, aquests models            
s’emmagatzemen a la carpeta vox del directori d’instal·lació que escollim per a l’eina. Un cop               
en aquesta carpeta, podem deﬁnir altres directoris a part dels que venen per defecte. 
 
Model 
La ﬁnestra Model (2), la ﬁnestra principal de MagicaVoxel , ens permet moure’ns per l’espai              
de desenvolupament 3D. A diferència d’altres eines, com Blender , qualsevol objecte que            
modelem ha d’estar con ngut en una bounding box , la qual té una resolució màxima de               
126x126x126  voxels . 
 
Per defecte, la càmera que ens permet rotar, fer zoom i, en general, moure’s per l’espai de                 
desenvolupament, està en mode Personal (la rotació es fa en torn a un punt central deﬁnit                
per la posició actual de la càmera). A més a més, hi ha els modes de càmera Free (moviment                   
lliure), Orth (permet vista ortogonal) i Iso (permet vista isomètrica). També podem deﬁnir             
diferents opcions visuals extra que ens ajudin a moure la càmera, com el cub tridimensional               
que ens permet seleccionar ràpidament amb quines cares de l’objecte volem alinear la             
39 
càmera. Per úl m, aquesta ﬁnestra també permet entrar línies de comandes pròpies de             
MagicaVoxel  i fer captures de pantalla. 
 
Brush 
Aquesta ﬁnestra (3) ens permet escollir entre els tres principals modes d’edició: Attach             
(permet afegir un voxel en la coordenada que desitgem), Erase (permet eliminar qualsevol             
voxel present a l’escena) i Paint (permet pintar qualsevol voxel present a l’escena del color               
que desitgem). A més a més, aquesta ﬁnestra ens permet deﬁnir el patró en el que podem                 
fer aquestes operacions: En forma de línia recta, Cercle, Patró personalitzat, Voxels            
individuals, Cares i Box (Caixes). Per defecte, l’opció escollida és Box . També podem decidir si               
les operacions es realitzen de forma simètrica segons la direcció d’un eix ( Mirror ) i omplint               
tot un eix ( Axis ).  
 
Una altra opció que ens ofereix la ﬁnestra és la de fer certes operacions especials:               
Desplaçament del model sobre els eixos, selecció d’àrees del model mitjançant rectangles            
deﬁnits amb el cursor (els resultats varien en funció de la posició de la càmera), selecció                
d’àrees segons color, còpia de color, eliminació de color i assignació de color sobre una àrea.                
Les darreres opcions que ens ofereix al ﬁnestra es centren en la visualització: mostrar o no el                 




Aquesta ﬁnestra (4) ens permet deﬁnir operacions sobre tot el model o bé sobre àrees               
seleccionades. Aquestes operacions inclouen: omplir tot el con ngut de la bounding box,            
eliminar àrees, duplicar mides, encaixar àrees en zones concretes, rotació, ﬂips, creació de             
loops, escalats, repe cions i altres. 
 
Palette & Color 
En aquesta ﬁnestra (5) podem deﬁnir les nostres pale es (taules de color) personalitzades.             
Cada color que s’u litzi en el model estarà present a la palette . Una ajuda important és que                 
els voxels i el seu color queden vinculats, pel que si modiﬁquem el color a la palette , tots els                   
voxels del model vinculats a aquell color també canviaran. Finalment, un color es pot deﬁnir               
amb els mètodes  HSV  ( Hue ,  Saturation ,  Value ) i  RGB  (canals  Red ,  Green  i  Blue ). 
 
Export 
L’eina export que inclou MagicaVoxel (6) permet exportar qualsevol model que fem en             
diversos formats, per tal de fer-los servir en altres so wares. 
 
Render 
Render és una ﬁnestra extra (7) que permet renderitzar (calcular colors, ombres i llums) per               
a un objecte, per tal de provar com queda el resultat sota diverses il·luminacions diferents. 
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5.2.3. Exportació OBJ 
Per tal de poder u litzar un model fet amb MagicaVoxel , cal exportar-lo en un format dels                
que ofereix el programa i, a con nuació, importar-lo a  Unity . 
 
Exportació 
Hi ha molts formats d’arxiu per a models 3D, i cada un està ideat per a unes condicions                  
especíﬁques. Per al cas dels models de MagicaVoxel u litzarem el format OBJ , un dels              
formats més estàndards per a models no animats. 
 
Importació a  Unity 
Per a aquells models que no hagin de ser animats amb Blender (generalment, tots els               
objectes excepte els personatges), cal importar el OBJ generat cap al directori de Unity que               
desitgem. Això generarà un Asset amb el nostre model de MagicaVoxel . Tot i això, el model                
importat conservarà la forma, però no els colors. Per a aquest ﬁ, al crear un OBJ ,                
MagicaVoxel també exporta la palette associada a l’objecte. Llavors, cal importar aquesta            
pale e a Unity , crear un Material de Unity i associar la palette al canal Albedo (Color                
Principal) del Material. A con nuació, cal associar el Material al model i ja estarà disponible               
el model complet per al seu ús. 
 
5.3.  Blender 
5.3.1. Idea 
Blender [22] és una eina so ware orientada al modelatge 3D. A diferència de MagicaVoxel ,              
és una eina especialitzada i, per tant, molt potent i complexa. Per a aquest projecte, Blender                
ha estat u litzat principalment per a animar els models dels personatges del joc, ja que               
l’editor d’animació de Unity no és prou potent. Secundàriament, Blender també s’ha u litzat             
per a desenvolupar alguns models que requereixen un alt poligonatge (nombre de polígons),             
com arbres, roques i arbusts. 
5.3.2. Finestres 
Al ésser una eina especialitzada, Blender ofereix una gran quan tat d’opcions per a             
personalitzar la nostra vista en funció del que necessitem. Per a simpliﬁcar-ho, he dividit les               







Figura 18: Finestres principals de Blender. 
 
Model 
El grup de ﬁnestres principals de Blender (1) ofereix tot el necessari per a ges onar els                
nostres models. Aquesta ﬁnestra ens permet modiﬁcar la posició, rotació i escala del nostre              
model, els punts de referència per als diversos operadors, i un gran nombre d’opcions de               
visualització, que comentarem més endavant. 
 
Opcions d’Edició 
Per a cada element seleccionable del model del nostre projecte de Blender s’obre un gran               
ventall d’opcions d’edició i personalització (2): deﬁnició de textures, deﬁnició de           
modiﬁcadors per al model,  siques, etc. 
 
Animació 
Similarment a Unity , Blender posa a la nostra disposició un editor d’animacions (3), el que               
ens permet deﬁnir animacions mitjançant grups de Keyframes (esdeveniments d’animació)          
que es succeeixen per a conformar l'animació completa. 
5.3.3. Conceptes 
Transform 
Com a la majoria d’eines 3D, Transform és el concepte que engloba totes les caracterís ques               
de posició, rotació i escala d’un model 3D, entre d’altres. 
 
3D Cursor 
Es tracta d’un concepte força important dins de Blender . El cursor 3D és un punt d'ancoratge                
que s’usa per a un gran nombre d’operacions avançades, com l’escalat d’arees concretes,             
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rotacions, operacions en mirall, etc. 
 
Work Modes 
Per tal d’evitar errors i confusions, Blender separa la ges ó d’un model en tres vistes               
diferents, cada una permetent fer unes operacions determinades sobre el model. 
 
● Object Mode : Aquest mode ens permet ges onar el model com a en tat, per tal de               
deﬁnir-ne operacions d'escala i similars, així com assignacions d’esquelets o textures. 
 
● Edit Mode : Aquest mode ens permet accedir a un nivell de detall superior del model,               
ja que ens proporciona la informació d’aquest a nivell de vèrtexs, arestes i cares (en               
funció de les nostres necessitats i preferències). Això ens permet actuar amb molt             
més detall sobre àrees concretes del model. 
 
● Pose Mode : L’ús d’aquest mode sol anar associat a les animacions. Per fer ús d’aquest               
model cal haver deﬁnit un esquelet per al model i haver-lo associat a aquest. Un cop                
fet això, es pot u litzar aquest mode juntament amb els sistemes d’animació per a              
deﬁnir les caracterís ques dels ossos de l’esquelet per a cada  Keyframe . 
 
Shading Modes 
Aquests modes ens permeten visualitzar el model de diferents maneres, en funció de les              
nostres necessitats. 
 
● Wireframe : Permet visualitzar el model de tal manera que només en veiem els             
contorns (arestes). És un mode de visualització molt ú l quan necessitem veure a             
través del model. 
 
● Solid : Permet visualitzar el model com a tal però sense textures. Ú l per quan hem               
d’aplicar modiﬁcacions al model sense que el color d’aquest ens compliqui la feina. 
 
● Texture : Aquest mode permet veure el model amb el color per defecte o el que li                
haguem assignat. 
 
● Material : Similar al mode Texture , permet veure el model amb els materials assignats             
(si tenim parts del model que requereixin qualitats metàl·liques, rugoses, etc.) 
 
● Rendered : El mode més avançat i costós de visualització. Blender permet deﬁnir una             
sèrie de caracterís ques de visualització per tal de que ens puguem fer una idea de               
com es veuria el model amb totes les seves qualitats en un entorn d'il·luminació              
d’alta qualitat. 
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5.3.4. Importació OBJ 
Com s’ha esmentat abans, exportarem els models fets amb MagicaVoxel mitjançant el            
format OBJ . A con nuació, cal importar aquest OBJ , juntament amb els arxius de textura i               
material (que es creen juntament amb l’ OBJ ) per tal de poder visualitzar el model              
correctament a  Blender  i començar a animar. 
5.3.5. Animació 
Disseny i creació d’un Esquelet 
La part més important a l’hora de realitzar animacions és el desenvolupament d’un             
“esquelet” per al model per tal de poder deﬁnir quins “ossos” mouran quines parts del               
model. Aquesta és la primera part d’un procés anomenat Rigging . Per a crear l’esquelet cal               
crear un os central, com podria ésser la zona del pit, i a par r d’aquí crear els diferents                  
membres del cos: cames, braços, etc. Com més ossos afegim a cada membre, major nombre               
de detall i realisme podrem obtenir amb les animacions, però el procés es complicarà              
exponencialment a mesura que el nombre d’ossos augmen . Tot i que aquesta explicació fa              
referència a models orgànics (com humans, animals, etc) el sistema de Rigging és igualment              
aplicable a models no orgànics que requereixin animacions complexes. El Rigging especíﬁc            
d’aquests objectes estarà subjecte a les necessitats del videojoc. 
 
Assignació de pesos per a cada model 
Un cop creat l’esquelet que s’adap  al model, cal “vincular-lo” al model en sí. Com cada                
model té parts diferents, cal realitzar aquest procés per a cada un dels models. Com el                
model ha estat desenvolupat amb una eina no especialitzada, aquest procés s’ha de realitzar              
manualment. És a dir, s’ha de marcar manualment quines parts del model mourà cada os i                
en quina magnitud ho farà (assignació de pesos). Per a models realitzats amb eines              
especialitzades, es pot fer servir una vinculació automà ca, la qual evita el farragós procés              
de assignació de pesos. 
 
Frames  i  KeyFrames 
Un cop s’ha vinculat l’esquelet al model, ja estem llestos per a començar a animar. Per a fer                  
una animació d’un model, cal deﬁnir els diferents esdeveniments de l’animació (les diferents             
postures, anomenades Keyframes ) al llarg dels diversos moments de l’animació (anomenats           
frames ). Entre dos Keyframes , el motor d’animació de Blender interpolarà les posicions,            
rotacions, etc. dels ossos per a que la transició entre els dos  Keyframes  sigui suau i natural. 
 
Disseny de ritme 
Tot i això, un apartat important a l’hora d’animar és el ritme de l'animació. Això vol dir que                  
cal tenir en compte el temps entre certs Keyframes , ja que a la vida real certs moviments es                  
realitzen més ràpidament que d’altres. 
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5.3.6. Exportació  OBJ / FBX  ( Filmbox ) 
Exportació  FBX / OBJ 
De forma similar a MagicaVoxel , Blender permet exportar els models que realitzem per a              
poder-los usar en altres eines. Com que Blender permet desenvolupar animacions,           
necessitarem exportar els models que tenen animacions en un format que les supor , com              
FBX . Per a aquells models que no con nguin animacions (com arbres, arbusts i roques),              
podrem usar FBX també, tot i que és preferible usar OBJ . Tot i que hem usat Blender                 
principalment per a realitzar les animacions, tècnicament seguirem exportant un model amb            
les animacions adherides, i a Unity les extreurem per a poder-les ges onar i editar              
individualment segons calgui.  
 
Importació a  Unity 
La importació de models OBJ funciona igual que a MagicaVoxel : només cal importar el              
model, dissenyar-ne el material a par r de la paleta o un altre color base i ja es podrà afegir                   
a les nostres escenes. La importació FBX , tot i que segueix essent molt similar a la OBJ , ens                  
donarà com a resultat un Asset de Unity que con ndrà el model i totes les animacions. Però,                 
en alguns casos, no podrem editar les opcions individuals d’aquestes animacions, com            
l’opció de que s’execu n en bucle o no. Per tant, caldrà realitzar una còpia de les animacions                 
que desitgem editar per tal d'obtenir unes noves animacions individuals que seran editables.             
Ara només caldrà crear els Animator Controller per als diferents personatges i afegir             
aquestes animacions a la seva màquina d’estats. 
5.4. Visual Studio 
Per a desenvolupar el codi del projecte, usarem l’ IDE Visual Studio Community 2017 [23], ja               










6. El videojoc 
Una Aventura Gràﬁca, situada en ple segle XI a l’actual Pallars Jussà, que explica una gesta                
important d’un dels personatges més rellevants però desconeguts de Catalunya. 
6.1. Història 
El videojoc situa la narra va a l’hivern de l’any 1047, a les terres properes a la ciutat d’Àger.                  
En els darrers deu anys, la ciutat ha canviat de mans un gran nombre de vegades, entre les                  
forces sarraïnes que ataquen des de Lleida i les forces cris anes catalanes que intenten              
defensar el poc territori que els queda. Tot i que hi va haver una curta fase de treva entre                   
sarraïns i cris ans, el conﬂicte s’ha tornat a avivar. El videojoc ens posa a la pell d’un                 
comerciant barceloní que es dirigeix a les terres frontereres en busca de fortuna, doncs sap               
que la guerra és un negoci lucra u. Malauradament, és atacat en la seva ruta cap al pe t                 
poble de Sant Esteve, i la seva mercaderia és destruïda. Aconseguint sobreviure a dures              
penes, el mercader haurà de trobar una manera de sor r de les agrestes terres muntanyoses               
i esbrinar per què ha estat l’objec u d’aquest atac. Sense saber-ho, s'endinsarà en una trama               
que podria canviar el rumb de la guerra, de Catalunya i de tota Europa [24]. 
6.2. Objectiu del videojoc 
L’objec u del joc és que el jugador superi tres nivells consecu us, u litzant les pistes i               
objectes que trobi, així com el seu enginy, per a resoldre puzzles i superar obstacles               
conversacionals dels personatges del joc. 
6.3. Mecàniques i Jugabilitat 
6.3.1. Moviment 
El jugador farà desplaçar el personatge protagonista per l’escenari fent clic sobre el punt de               
des nació on vulgui anar. El personatge s’encarregarà de trobar el camí més curt ﬁns a la                
des nació, evitant els obstacles que trobi, si és possible. 
6.3.2. Interaccions 
El jugador podrà interactuar amb diferents objectes de l’escenari, marcats amb una àrea             
circular. La interacció es farà mitjançant el clic esquerre i el personatge navegarà ﬁns a la                
posició de l’interactuable com ho faria per a una des nació qualsevol. 
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6.3.3. Puzzles 
El principal obstacle que el jugador es trobarà durant la seva par da. Per tal de poder                
progressar entre sales, escenaris i nivells haurà d’explorar, inves gar i interactuar amb els             
objectes que trobi de la forma adequada. 
6.3.4. Diàlegs 
Hi ha certs personatges no jugables ( NPCs , Non-Playable Characters ) que oferiran l’opció de             
conversar amb el personatge principal. Aquestes conversacions podran aportar informació          
sobre la història i el context, pistes sobre com resoldre els puzzles, o entrebancs que el                
jugador haurà de superar. Per a dur a terme un diàleg, el jugador hi haurà d’interactuar com                 
faria amb qualsevol altre objecte interactuable, fent-hi clic esquerre a sobre. 
6.3.5. Inventari 
Durant la par da, el jugador podrà recollir certs objectes que li poden ser d’u litat més               
endavant. Aquests objectes es mostraran a l’inventari, on s’oferirà una representació visual i             
una descripció d’aquests ítems. En tot moment es mostrarà un botó d’inventari en pantalla,              
de tal manera que el jugador hi pugui accedir. 
6.4. Flux del videojoc 
 
Figura 19: Diagrama de flux del videojoc. 
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6.4.1. Menú Principal 
A la Figura 19 podem veure l’esquema general del ﬂux que seguirà el videojoc. El joc                
comença quan el jugador prem el botó de Nova Par da al Menú Principal. Llavors, es               
presentarà una breu introducció de la història i context del joc i se li donarà l’oportunitat al                 
jugador d’escollir si vol començar el joc des del principi o jugar a par r d’un nivell concret. En                  
el cas de que seleccioni començar el joc des del principi, serà traslladat a l’Escena de Selecció                 
de Nivell, on podrà escollir si vol començar el joc des de zero o jugar des d’algun nivell                  
concret. L’Escena Persistent és una escena de ges ó que estarà ac va durant tot el joc. 
 
6.4.2. Escena Selecció De Nivell 
Després d’una breu introducció al context del videojoc, el jugador podrà escollir a quin ivell               
jugar. La ruta aconsellada és començar pel primer nivell. 
 
6.4.3. Nivell 1 
Figura 20: Vista general de l’Escena 1 del Nivell 1. 
 
La primera escena del Nivell 1 (Figura 20) situa el jugador al peu de la serra del Montsec [25].                   
Es dóna l’opció al jugador, mitjançant un diàleg intern del personatge principal, d’intentar             
recordar què ha passat i com ha arribat aquí, o bé pot començar a explorar l’escenari.  
 
A con nuació, el jugador haurà d’inves gar la primera zona de l’escena, en busca d’una              
manera de sor r. El primer interactuable amb el que el jugador es toparà és el cadàver d’un                 
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soldat urgellenc, el qual porta a sobre una nota amb pistes sobre la seva presència en aquest                 
lloc, i una marca de fusta. La següent pista és un rastre de sang, que condueix ﬁns a una                   
porta. Aquesta pista és opcional i, per tant, no és necessari que el jugador la consul  per tal                  
de prosseguir. Tot seguit, el jugador ha de dirgir-se a la porta i comprovar que, efec vament,                
està tancada. Per tant, ha de seguir explorant l’escena en busca d’una manera d’obrir-la. Un               
cop inves gada la porta, el jugador podrà interactuar amb el carruatge i empènyer-lo rampa              
avall, per tal de poder accedir a la zona inferior. En aquesta zona inferior, el jugador trobarà                 
un altre cadàver, sense informació, i una clau. Tot seguit, el jugador haurà de provar d’obrir la                 
porta amb aquesta clau i, sa sfactòriament, la porta s’obrirà. 
 
Figura 21: Vista general de l’Escena 2 del Nivell 1. 
 
La segona escena del Nivell 1 (Figura 21) està situada dins de la cova. Aquí, el jugador haurà                  
de solventar una sèrie de puzzles per tal de descobrir els secrets de la cova i els seus                  
inhabitants. 
 
A la primera zona de l’escena, el jugador es trobarà amb un fossar que li impedirà avançar.                 
Haurà d’inves gar la zona en busca de pistes i, concretament, d’una roca que haurà de fer                
servir per ac var la palanca de l’altre costat del fossar, que aixecarà el pont per a poder                 
creuar-lo. Un cop superat el fossar, el jugador seguirà endavant i es toparà amb tres portes,                
de les quals només una estarà oberta. Aquesta primera porta duu a una sala amb quatre                
estàtues. En un pedestal hi ha un enigma, el qual conté pistes per a resoldre el puzzle. Si el                   
jugador interactua amb les estàtues seguint l’ordre que indica l’enigma, completarà el puzzle             
i podrà ac var una palanca que haurà aparegut. Això obrirà la segona de les tres portes                
anteriors. Si el jugador prossegueix per aquesta segona porta, es toparà amb una bassa              
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d’aigua, amb una sèrie de plataformes de fusta de diferents formes situades a sobre. El               
jugador podrà inves gar les pistes properes per esbrinar el que cal fer.  
Quan el jugador interactui amb el sistema de palanques de la vora del cos d’aigua, haurà                
d’intentar crear camins amb les plataformes ﬁns a quatre ribes diferents, de tal manera que               
pugui accedir a una ampolla de color a cada riba. Un cop aconseguides les quatre ampolles,                
el jugador serà capaç de completar el puzzle situant cada una de les ampolles en el pedestal                 
del color corresponent. Això permetrà ac var la palanca, que obrirà la porta més propera.              
Aquesta porta duu a una sala amb una palanca més gran, la qual permetrà obrir la darrera                 
de les tres portes inicials. El jugador haurà de tornar per on ha vingut i dirigir-se a la tercera                   
porta, la qual durà a una sala amb un bagul. Quan el jugador interactui amb el bagul, veurà                  
que aquest no conté res, però la cova començarà a derrumbar-se per moments, bloquejant              
el seu camí de tornada. El jugador ha de trobar una pe ta porta de sor da, que el durà a una                    
zona diferent de la primera escena del nivell.  
 
Incapaç de tornar per on ha vingut, el jugador haurà de seguir cap endavant, pel camí de la                  
muntanya, el qual el portarà ﬁns al segon nivell. 
6.4.4. Nivell 2 
Figura 22: Vista general de l’Escena 1 del Nivell 2. 
 
La primera escena del Nivell 2 (Figura 22) està situada al cim del Montsec [26, 27], al mig                  
d’un campament militar urgellenc. El jugador haurà de parlar amb els diferents membres de              
l’exèrcit cris à, en busca de refugi i explicacions sobre els darrers esdeveniments. 
 
Per tal de poder entrar al campament, el jugador haurà de parlar amb el guàrdia de la porta                  
per intentar-lo convèncer. Com a darrera opció, el jugador li ensenyarà la marca de fusta que                
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va trobar al cadàver de la primera escena del Nivell 1, i el guàrdia el deixarà passar. El                  
guàrdia li encomanarà que busqui al comandant. El jugador llavors haurà de parlar amb el               
soldat que sembla ser el comandant, però li revelarà que ell és només el capità. Aquest                
indicarà al jugador on trobar el comandant, fora del campament i cap a l’est. Un cop el                 
jugador trobi el comandant, aquest li explicarà com l’han estat vigilant des de que ha arribat                
al campament, tement que es trac  d’un espia. Finalment, amb l’ausència de proves per a tal                
acusació, el comandant acaba acceptant l’ajuda del jugador per a descobrir les causes dels              
problemes que està sofrint l’exèrcit cris à, i li indica que vagi a trobar-se amb el general. El                 
general, dalt d’un turó, li explicarà en detall la situació al jugador. Li explica com els seus                 
subministraments han començat a desaparèixer i li dóna noves ordres, trobar al ferrer,             
l’úl ma persona que ha vist a l’intendent, l’encarregat dels subministraments. Al ﬁnal del             
diàleg, el general revela el seu nom, Arnau Mir de Tost. 
 
Quan el jugador troba al ferrer, un altre cop al campament principal, aquest li indica que el                 
darrer cop que va veure a l’intendent, es dirigia cap al nord, en busca de pistes sobre un                  
rumor que podia canviar el curs de la guerra. Al nord, el jugador trobarà a l’intendent,                
rodejat d’unes peces misterioses. L’intendent li explicarà que aquestes peces són la clau per              
a obrir un passatge de la muntanya, que els donaria un gran avantatge contra els sarraïns. En                 
aquest puzzle, el jugador haurà d’orientar les cares de les peces que apunten al centre per a                 
que coincideixin amb les icones que es troben darrere de cada peça. Un cop resolgui les                
combinacions i ac vi la palanca, una porta secreta s’obrirà, i el jugador podrà prosseguir cap               
a la següent escena. 
Figura 23: Vista general de l’Escena 2 del Nivell 2. 
 
51 
La segona escena del Nivell 2 (Figura 23) se situa dins d’un passatge de la muntanya. El                 
jugador haurà d’inves gar on duu. L’escenari representa una zona sísmicament ac va, una            
de les caracterís ques històriques del Pallars Jussà, tot i que exagerada per raons de disseny. 
Quan el jugador arribi al ﬁnal del passatge, es trobarà uns soldats sarraïns i descobrirà que                
tot era una trampa. Un cop acabi de parlar amb el cap dels sarraïns, serà traslladat a una                  
presó, marcant així l’inici del Nivell 3. 
6.4.5. Nivell 3 
Figura 24: Vista general de l’Escena 1 del Nivell 3. 
 
La primera escena del Nivell 3 (Figura 24) està ambientada en una presó situada en una cova                 
del Congost de Mont-rebei [28]. El jugador haurà de trobar una manera d’escapar-ne. 
El jugador apareixerà en una cel·la tancada, amb una pe ta ﬁnestra que connecta amb la               
cel·la con gua. Haurà de parlar amb el presoner d’aquesta altra cel·la, el qual l’informarà del               
seu propòsit i de la situació actual, que els ha dut als dos a estar cap us en aquesta presó.                   
Aquest personatge entregarà al jugador una clau mestra amb la que podrà obrir la porta de                
la seva cel·la i explorar la cova. 
 
Si el jugador avança, acabarà trobant una sala amb dues portes tancades. Una està              
bloquejada i l’altra sembla que es podria obrir si s’hi aplica la força suﬁcient. Si el jugador                 
inves ga la sala, veurà que ha de par cipar en un puzzle per a crear pòlvora. Haurà de seguir                  
les instruccions de les receptes que hi ha per la sala per a completar la mescla. Un cop  ngui                   
la mescla, podrà aplicar-la a la porta dèbil, trencant-la en el procés. Ara el jugador ha de                 
seguir el camí ﬁns a una altra sala de portes bloquejades, en la que hi ha un guàrdia dormint.                   
Aquí haurà de decidir si li roba les claus o el convenç per a que li entregui les claus i re ri les                      
seves tropes. En funció de la ruta de diàleg escollida, el jugador s’haurà d’enfrontar a uns                
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puzzles o altres en la següent escena. Un cop aconsegueixi la clau, podrà prosseguir camí               
avall, on arribarà a una zona plana amb un altre personatge, un pont elevat i una palanca                 
bloquejada. El jugador haurà de parlar amb el personatge per a assabentar-se de que forma               
part de l’equip de l’altre presoner de la cel·la, i podrà prosseguir. Un cop ac vi la palanca i                  
baixi el pont, el jugador podrà prosseguir ﬁns a la porta de sor da, que el portarà a la segona                   
escena del nivell. 
Figura 25: Vista general de l’Escena 2 del Nivell 3. 
 
La segona escena del Nivell 3 (Figura 25), i darrera escena jugable del joc, està ambientada al                 
riu Noguera Ribagorçana, que creua la serra del Montsec, formant el Congost de Mont-rebei              
[28]. Aquí el jugador haurà d’inves gar la zona per a ajudar els seus aliats i trobar una                 
manera de sor r del Congost. 
 
Quan el jugador apareixi a l’escena, es trobarà a l’inici d’un pe t embarcador. Quan avanci, el                
que es trobarà dependrà de la decisió que hagi pres a l’escena anterior respecte al guàrdia                
que té les claus de la presó. Si el jugador ha decidit robar-li les claus, els soldats desertors                  
encara estaran presents al Congost. Per a passar desapercebut, el jugador haurà de buscar              
una disfressa de soldat desertor i convèncer als guàrdies del pont de que el deixin passar. Si,                 
en canvi, ha convençut al sergent de que re rés les seves tropes a l’escena anterior, no                
quedaran soldats desertors al Congost i, per tant, el jugador podrà prosseguir sense             
problemes. 
 
Un cop arribi a l’altra vora del riu, haurà de trobar i parlar amb l’espia que estava tancat amb                   
ell a les cel·les de la primera escena. Aquest li explicarà la situació i la seva nova funció:                  
acabar amb un guàrdia sarraí i robar els seus mapes. El jugador haurà de buscar una arma                 
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amb la que poder acabar amb el guàrdia i, un cop la  ngui, podrà atacar-lo a l’interactuar-hi.                 
Un cop el guàrdia sigui mort, el jugador podrà apropar-se i robar els mapes. Un cop els hagi                  
ob ngut, haurà de tornar amb els seus aliats, que hauran incendiat la resta de les               
instal·lacions. El jugador llavors haurà d’interactuar amb els seus aliats per tal d’abandonar el              
Congost i acabar el joc, conduint-lo a l’escena d’epíleg. 
6.4.6. Epíleg 
L’Escena d’epíleg serveix per a donar la visió de la història explicada dins del marc global,                
fent èmfasi en que es tracta d’una història ﬁc cia però amb gran part de fets reals.Un                
cop el jugador hagi llegit la importància dels fets que van acontèixer a Àger en aquella                






























7. Especificació i Abast 
7.1. Abast 
7.1.1. Meta final 
L’objec u ﬁnal del projecte ha estat aconseguir desenvolupar una Aventura Gràﬁca 3D que             
permetés a l’usuari gaudir d’una experiència entre nguda i desaﬁant, alhora que aprèn certs             
fets sobre la història de Catalunya. S’ha procurat que el videojoc compleixi amb tots els               
requisits de qualitat esperables en un producte d’entreteniment professional. La solució           
proposada ha estat un so ware prou general (arquitectura, disseny, classes, etc.) per tal de              
que es poguessin reu litzar parts del projecte en futures Aventures. 
 
Tot i això, com que un videojoc es tracta d’un projecte molt ambiciós, s’ha decidit establir                
certes limitacions sobre l’abast d’aquest. Per exemple, no s’ha dissenyat el videojoc per a ser               
rejugable, un factor molt important per al desenvolupament professional de videojocs,           
degut al notable increment de diﬁcultat i temps de desenvolupament que suposaria. Una             
altra limitació, relacionada amb l’anterior, és el fet de que es tracta d’un videojoc quasi               
totalment lineal. Això vol dir que, tot i que es presenten certs moments en que el jugador                 
pot prendre decisions, aquestes no condicionen la narra va de forma signiﬁca va. 
 
7.1.2. Possibles obstacles 
El principal obstacle d’aquest projecte és el fet de que es tracta d’un projecte molt               
mul disciplinar. Sovint, una aplicació de so ware sol estar dividida en equips de Front-End i              
Back-End, on els primers s’encarreguen del disseny extern de l’aplicació i l’experiència            
d’usuari, i els segons s’encarreguen del funcionament intern d’aquesta. Normalment, en un            
videojoc calen com a mínim els següents departaments [29]: 
● Disseny de mecàniques i jugabilitat. 
● Disseny d’Inter cies Gràﬁques d’Usuari. 
● Art (2D i 3D). 
● Animació d’objectes i personatges. 
● Efectes Visuals. 
● Disseny de narra va. 
● Disseny d’escenaris i nivells. 
● Programació. 
● Tes ng / Quality Assurance. 
 
Per tant, quan cal englobar totes aquestes disciplines en un únic desenvolupador, les             
limitacions i imprevistos poden ser nombrosos. La principal conseqüència que pot provocar            
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aquest obstacle és que alguns d’aquests camps siguin més rics que els altres, tot i que en tot                  
moment s’ha procurat desenvolupar un producte el més equilibrat possible. 
 
Un altre risc potencial és el de trobar-se amb diﬁcultats inesperades al desenvolupar un              
videojoc d’aquestes magnituds i d’aquest gènere par cular. El disseny de mecàniques d’una            
Aventura Gràﬁca és molt especíﬁc i requereix un disseny acurat. Aquest risc s’ha pogut              
mi gar amb l’ajuda i consells del director del projecte. 
 
7.2. Històries d’Usuari 
7.2.1. Explorar l’escenari 3D 
Com a jugador vull explorar l’escenari 3D. Com ja s’ha esmentat anteriorment, l’exploració és              
clau en una Aventura Gràﬁca. El jugador ha de poder buscar maneres d’avançar, objectes              
interessants o simplement passejar pels diferents escenaris que composin el joc. 
 
7.2.2. Interacció amb objectes de l’escenari 
Com a jugador vull interactuar amb objectes repar ts per l’escenari. Un dels altres aspectes              
clau de les Aventures Gràﬁques. Els objectes interactuables formen part de la mecànica de              
joc, el jugador ha de trobar-los i descobrir la manera de fer-los servir, per tal de rebre nova                  
informació, progressar o simplement inves gar. 
 
7.2.3. Diàleg amb personatges no jugables 
Com a jugador vull dialogar amb els personatges no jugables del videojoc. Al tractar-se d’una               
Aventura Gràﬁca, és important que el jugador se sen  part del món del videojoc. Per tant, el                 
jugador ha de poder interactuar i emprendre diàlegs amb personatges rellevants per a la              
trama per tal de rebre informació, pistes o contextualitzacions de la narra va. 
 
7.2.4. Sensació de progrés 
Com a jugador vull tenir una sensació de progrés. Un dels aspectes més importants d’un               
videojoc és la sensació de que cada acció que el jugador fa serveix a un propòsit concret. Per                  
tant, s’ha d’evitar que el jugador hagi de realitzar accions o passos que no entegui o amb els                  
que no sen  que hi ha una progressió clara de la narra va del joc. En el cas del videojoc, això                    
s'aconsegueix fent que certes àrees de cada nivell es vagin fent disponibles a mesura que el                
jugador completa puzzles, recull objectes i dialoga amb personatges. 
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7.2.5. Pausar el joc 
Com a jugador vull poder pausar el joc. Com que es tracta d’una Aventura Gràﬁca, el temps                 
no sol ser un factor important per a la jugabilitat. Per tant, el jugador ha de poder pausar el                   
joc en qualsevol moment sense que aquesta acció repercuteixi en el seu progrés en el joc. 
 
7.2.6. Guardar el progrés de la partida 
Com a jugador vull poder guardar el progrés de la par da en el punt exacte on l’he deixat. Al                   
tractar-se d’un videojoc amb diversos nivells i escenaris, molts dels quals tenen elements             
dinàmics que es modiﬁquen al progressar, és important que el jugador pugui guardar la seva               
par da i reprendre-la en qualsevol moment, en el punt on ho havia deixat, per tal d’evitar                
que hagi de tornar a començar el joc des del principi cada vegada. 
 
7.2.7. Visualitzar ítems recollits a l’inventari 
Com a jugador vull poder visualitzar quins objectes he recollit i la seva descripció. Per a tal ﬁ,                  
s’ha decidit implementar un sistema d’inventari, amb el qual el jugador podrà visualitzar els              
objectes més importants que ha recollit i una breu descripció de cada un. 
 
7.2.8. Estil artístic únic 
Com a jugador vull gaudir d’un es l ar s c únic que caracteritzi l’experiència. És important              
que un videojoc sigui reconeixible i carismà c visualment, per tal de millorar l’experiència de              
l’usuari [30]. Per tant, els models, efectes, diàlegs i escenaris han estat creats especiﬁcament              
per a aquest videojoc. Només s’ha hagut de recórrer a fonts externes per a obtenir recursos                
sonors i certes textures. 
 
7.2.9. Capacitat de decisió 
Com a jugador vull poder decidir certs aspectes narra us de la història en forma de decisions                
de diàleg. En una Aventura Gràﬁca (generalment), el jugador ha de poder veure com les               
seves decisions tenen un impacte en l’esdevenir dels fets. Tot i que es tracta d’un videojoc                
que explica una història ﬁc cia, no podem alterar molt els fets que si són reals, el que ens                  
deixa amb un nombre d’opcions limitades. No obstant, el videojoc conté situacions en que              




7.2.10. Reforçament visual i sonor 
Com a jugador vull que les meves accions  nguin un reforçament visual i sonor. És molt                
important el component audi u en un videojoc, ja sigui per la sa sfacció d’una acció              
completada, el feedback de que algún esdeveniment ha succeit o els simples però essencials              
aspectes de l’ambientació i immersió. 
 
7.2.11. Elecció de nivell 
Com a jugador vull poder escollir el nivell al que jugar. Tot i que l’experiència del videojoc                 
està orientada a completar els nivells en l’ordre que es presenten, s’ha de poder donar               
l’opció d’escollir el nivell al que es vol jugar. 
 
7.2.12. Aprenentatge sobre la història de Catalunya 
Com a jugador vull poder aprendre més sobre una història ﬁc cia emmarcada en un capítol               
històric real de Catalunya. Un dels components importants del videojoc és que tracta sobre              
una sèrie d'esdeveniments i personatges que, tot i ser molt poc coneguts, van ser molt               
importants en la història de Catalunya i Europa. 
 
7.3. Casos d’Ús 
7.3.1. Menú Principal 
● UC1: Nova par da 
S’esborren tots els ﬁtxers de guardat de par des anteriors (si n’hi ha) i s’inicia una               
nova par da. 
 
● UC2: Con nuar par da 
Es pot con nuar una par da prèvia exactament en el punt on es va deixar. 
 
● UC3: Opcions/Pistes 
Es pot ac var un sistema de pistes per a rebre ajuda en el progrés del joc i la                  
resolució de puzzles. 
 
● UC4: Crèdits 
Es poden visualitzar els noms del creader i altres persones que hagin donat             
assistència al joc en forma de testers. 
 
58 
● UC5: Sor r 
Es pot sor r de l’aplicació. 
 
● UC6: Àudio Botons Menú Principal 
Els botons de Nova Par da i Con nuar faran un so especíﬁc. 
 
● UC7: Àudio Música Menú Principal 
Música de fons del Menú Principal, deixa de sonar quan s’inicia una nova par da o es                
con nua una de prèvia. 
 
● UC8: Escenari Menu Principal 
Una escena 3D amb una càmera que navega entre diferents personatges, per tal de              
mostrar el context i els personatges rellevants del joc. 
 
● UC9: Fi de la par da 
Quan s’acabi l’úl ma fase del tercer nivell, es presentarà l’epíleg i el jugador podrà              
retornar al Menú Principal. 
7.3.2. Accions del Jugador 
● UC10: Moviment del personatge 
El jugador pot moure el personatge ﬁns a qualsevol punt accessible fent clic sobre la               
localització de des nació.  
 
● UC11: Interacció amb objectes 
El jugador pot interactuar amb qualsevol interactuable vàlid fent-hi clic a sobre. 
7.3.3. Escena de selecció de nivell 
● UC12: Àrea de selecció de nivell 
L’àrea per la qual es podrà moure el jugador en aquesta escena, una super cie plana i                
pe ta. 
 
● UC13: Terrenys Area de selecció de nivell 
Tot i que només es vol fer servir aquesta escena per a poder escollir el nivell, s’ha                 
escollit que l’escena  ngui l’aparença d’una cova. 
 
● UC14: Interaccions amb objectes de l’escenari 
Les interaccions d’aquesta escena permeten escollir el nivell al que es vol jugar. 
7.3.4. Primer nivell  
● UC15: Escenes Primer Nivell 
El primer nivell conté dues escenes. La primera escena està situada a l’exterior i              
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compta amb dos nivells d’alçada, els quals hauran d'ésser inves gats per a prosseguir.             
La segona escena està situada a l’interior d’una cova amb un gran nombre             
d’obstacles. El jugador haurà de superar-los per a prosseguir. 
 
● UC16: Terreny Primer Nivell 
El terreny de la primera escena representa un espai exterior de la serra del Montsec,               
amb un terreny mitjanament irregular. El terreny de la segona escena és centra en              
una sèrie de túnels i pe tes sales per on es podrà moure el jugador. 
 
● UC17: Mobiliari i elements decora us del Primer Nivell 
El primer escenari conté textures de gespa i terra humida, arbres secs, roques,             
arbusts i pluja. El segon escenari conté textures més seques, com sorra i diversos              
 pus de textura rocosa segons la inclinació de terreny, roques, mobiliari abandonat,            
mecanismes an cs, estàtues i portes de pedra. 
 
● UC18: Interaccions amb objectes de l’escenari 
Les interaccions del primer escenari giren al voltant de la inves gació per trobar una              
manera d’entrar a la cova: el cadàver, el rastre de sang, la porta tancada, el carruatge                
i la clau. 
7.3.5. Segon nivell 
● UC19: Escenes Segon nivell 
El segon nivell conté dues escenes. La primera escena es situa en un campament              
cris à, dalt del Montsec, i gira al voltant d’inves gar la situació actual del campament              
i la guerra. La segona escena es situa de un passatge secret de la muntanya i es                 
centra en inves gar la naturalesa d’aquest passatge. 
 
● UC20: Terreny 
La primera escena se situa dalt de la muntanya, en ple hivern, en un terreny força                
nivellat però amb cossos de neu. La segona escena simula un ambient geotèrmic,             
amb vapor, punt d’emissió de calor i estructures rocoses. 
 
● UC21: Mobiliari i elements decora us del Segon Nivell 
La primera escena té un gran nombre d’elements decora us per representar un            
campament medieval i una zona gèlida: tendes de campanya, taules, cadires, torres            
de vigilància, soldats, armament, etc. Així com cossos de neu densa, vent gèlid,             
roques, arbusts i arbres secs. La segona escena conté cossos de vapor i una decoració               
més austera. 
 
● UC22: Interaccions amb objectes de l’escenari 
Les interaccions de la primera escena es centren en els personatges rellevants dins             
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del campament, així com portes i elements que formen part del puzzle ﬁnal. A la               
segona escena, les interaccions es centren en els personatges situats al ﬁnal de la              
cova. 
7.3.6. Tercer Nivell 
● UC23: Escenes tercer nivell 
El tercer nivell conté dues escenes. La primera escena està situada dins d’una cova,              
de la qual el jugador haurà d’escapar. La segona escena consta d’una zona oberta              
ambientada en el Congost de Mont-rebei. El jugador haurà d’inves gar-la i trobar una             
manera de sor r-ne. 
 
● UC24: Terreny 
El terreny de la primera escena està composat per passatges estrets i amb grans              
diferències d’alçada. El terreny del segon nivell consta de formacions naturals d’un            
congost, com el riu i les parets rocoses. 
 
● UC25: Mobiliari i elements decora us del Tercer Nivell 
La decoració de la primera escena consta de mobiliari senzill i pràc c, que ajudi a               
representar que la cova està habitada: barrils, taules, cadires, estanteries, portes, etc.            
La decoració de la segona escena gira al voltant d’un embarcador improvisat: pe tes             
embarcacions, barrils, baguls, plataformes de fusta, taules, etc. 
 
● UC26: Interaccions amb objectes de l’escenari: 
Les interaccions de la primera escena consten de diverses portes que el jugador             
haurà d’esbrinar com obrir, així com alguns diàlegs i puzzles dialectals. La segona             
escena té certs interactuables que variaran segons les accions del jugador en l’escena             
anterior. Aquests poden constar de un bagul per a disfressar-se de soldat, diàlegs             
amb soldats i palanques, entre d’altres. 
7.3.7. Notes 
● UC27: Obrir Nota 
Les notes són un  pus especial d’interactuables que permeten simular l’obertura           
d’un llibre o una nota qualsevol, permetent al jugador llegir-ne els con nguts. 
 
● UC28: Tancar Nota 
El jugador podrà tancar le snotes en qualsevol moment fent-hi clic a sobre. 
7.3.8. Items 
● UC29: Afegir item a l’inventari amb diàleg 
El jugador podrà rebre items a l’arribar a certs punts d’alguns diàlegs, en funció de               
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quina ruta de diàleg hagi escollit. 
 
● UC30: Eliminar item de l’inventari amb diàleg 
El jugador podrà haver d’entregar items a l’arribar a certs punts d’alguns diàlegs, en              
funció de quina ruta de diàleg hagi escollit. 
 
● UC31: Afegir item a l’inventari amb interactuable 
El jugador pot obtenir items a l’interactuar amb certs objectes del joc (sovint aquells              
que es puguin recollir per a ésser usats més tard). 
 
● UC32: Eliminar item de l’inventari amb interactuable 
El jugador pot haver de consumir items per a interactuar amb certs objectes del joc. 
7.3.9. Inventari 
● UC33: Accés a l’inventari durant la par da 
El jugador pot accedir a l’inventari en qualsevol moment de la par da, fent clic sobre               
el botó corresponent. Podrà tancar l’inventari fent clic sobre el mateix botó. 
 
● UC34: Descripcions i icones dels items 
Cada item present a l’inventari serà representat amb una icona quadrada que            
indicarà quin objecte és. Al fer clic sobre la icona, es mostrarà una breu descripció de                
l’ítem. 
7.3.10. Transició entre escenaris 
● UC35: Interactuables de següent Escena 
Certs interactuables del joc permeten al jugador passar a la següent escena i/o nivell. 
 
● UC36: Compleció del joc 
Un cop el jugador superi el darrer nivell, se li presentarà una escena d’epíleg, des de                
la qual podrà tornar al Menú Principal. 
7.3.11. Diàlegs 
● UC37: Diàleg amb NPCs 
El jugador pot interactuar amb certs personatges del joc per a rebre indicacions             
sobre com prosseguir o informació sobre el context del joc. 
 
● UC38: Opcions de diàleg 
El jugador pot escollir quines coses dir a la majoria de diàlegs, entre una sèrie               
d’opcions disponibles. Cada opció sovint dóna lloc a una resposta diferent. 
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7.3.12. Puzzles 
● UC39: Puzzles directes 
El jugador ha de resoldre en ocasions alguns puzzles tancats, per tal de sortejar              
obstacles o obtenir ítems. 
 
● UC40: Meta-Puzzles 
Alguns puzzles requeriran de la compleció d’altres puzzles per a ésser completats. 
7.3.13. Persistència entre escenes 
● UC41: Inventari 
L’inventari del jugador s’ha de mantenir entre escenes. 
 
● UC42: Condicions 
El progrés del jugador s’ha de mantenir entre escenes. 
7.3.14. Sistema de guardat 
● UC43: Guardat d’escena i posició del jugador 
Si el jugador surt al Menú Principal i després con nua la par da, aquesta con nuarà              
en el punt exacte on el jugador la va deixar. 
 
● UC44: Guardat de progrés dins de l’escena 
Les decisions preses i puzzles completats s’han de mantenir entre sessions de joc. 
 
● UC45: Guardat de l’inventari del jugador 
L’inventari i els seus objectes s’han de mantenir entre sessions de joc. 
7.3.15. Menú de Pausa 
● UC46: Accés al Menú de Pausa 
En qualsevol moment de la par da, el jugador podrà accedir al Menú de Pausa.              
Aquest Menú ofereix la capacitat de tornar al Menú Principal o reanudar la par da. 
 
● UC47: Retorn al Menú Principal 
El jugador pot retornar al Menú Principal, guardant la par da en el progrés. 
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7.4. Requisits no funcionals 
7.4.1. Usabilitat 
El joc  ndrà un ús molt directe, requerint el menor nombre de clics possible per a accedir-ne                 
a totes les funcionalitats, especialment en el referent a la Inter cie d’Usuari. 
7.4.2. Duració dels continguts 
S’es ma que els con nguts del joc poden durar entre 15 i 40 minuts, en funció de la facilitat                  
del jugador per a superar els puzzles i si decideix explorar completament les zones del joc. 
7.4.3. Rendiment 
El rendiment objec u del joc és de 60 FPS (imatges per segon) en ordinadors de gama                
mitjana a alta. 
7.4.4. Mantenibilitat 
Gràcies al disseny del joc i a l’arquitectura En tat-Component, el codi és fàcilment             
mantenible. 
7.4.5. Reusabilitat 
Un dels principals focus del projecte ha estat que el codi fos el més reusable possible per a                  
projectes amb caracterís ques similars (especialment en videojocs del gènere d’Aventures          
Gràﬁques).  
7.4.6. Fiabilitat 
El joc ha estat testejat per diversos usuaris per tal d’arribar als màxims estàndards de               
qualitat possibles, reduint notablement el nombre d’errors que l’usuari ﬁnal es podria trobar. 
7.4.7. Legalitat 
Tot el so ware emprat està sota la vigència de llicències gratuïtes o pagades amb              
anterioritat. Els recursos addicionals, com arxius de so i textures, han estat extrets de fonts               
lliures que seran citades adequadament. 
7.4.8. Estil artístic 
L’es l escollit és senzill però efec u, de tal manera que es puguin representar els conceptes               
desitjats d’una forma conseqüent amb el temps de desenvolupament disponible. 
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7.4.9. Rang d’usuaris 
El joc podrà ser usat per tot  pus d’usuaris, d’un gran rang d’edats i sense discriminacions de                 
cap  pus. 
7.5. Plataforma de joc 
La plataforma objec u és un ordinador de  pus PC amb sistema opera u Windows 7 o               
superior, tot i que el joc hauria d’ésser compa ble amb versions anteriors i altres sistemes               
opera us, com Mac OS. La resolució objec u és HD 16:9 estàndard de 1920x1080, tot i que                























8. Desenvolupament i Obtenció d’ Assets 
Al tractar-se d’una Aventura Gràﬁca (on l’es l visual escollit és molt important) i d’un              
videojoc que intenta representar un context i època molt concrets, una part important del              
temps de desenvolupament s’ha dedicat a realitzar Assets (models 3D, animacions, etc.) que             
ajudin a assolir aquest ﬁ. Per tant, considero convenient explicar com ha estat el procés de                
disseny i desenvolupament d’aquests recursos. 
8.1. Models 
8.1.1. Models realitzats amb  MagicaVoxel 
MagicaVoxel ha estat l’eina que he emprat per a desenvolupar la gran majoria dels models               
3D del joc. Al proporcionar un modelatge basat en voxels , permet un desenvolupament molt              
intui u, tot i que complica la representació de formes complexes o orgàniques.  
Per al desenvolupament de personatges, s’ha seguit la pràc ca comuna de dissenyar-los en             
l’anomenada “posició T”. D’aquesta manera, podem modelar les parts més importants del            
personatge sense que aquestes s’obstaculitzin entre si i facilita el Rigging i animació             
posteriors. Primer de tot, vaig desenvolupar un model base a par r del qual modelaria la               
















Figura 26: Model humà en desenvolupament. 
 
Com es pot veure a la Figura 26, la construcció de models en MagicaVoxel consisteix en                
apilar cubs ( voxels ) sobre una super cie buida de tal manera que vagin creant la forma que                
volem. La super cie quadrada vermella de la imatge és el punt marcat pel cursor, on es                
realitzarà l’opció desitjada: Attach (s’afegirà un cub en la direcció normal de la super cie),              
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Erase (s’eliminarà un cub en la direcció normal de la super cie) i Paint (es pintarà del color                 
desitjat el cub al qual pertanyi la cara seleccionada). Com es pot veure a l’esquerra de la                 
Figura 26, l’opció de Mirror en l’eix X està ac vada, permetent així modelar ambdós meitats               















Figura 27: Model humà base. 
 
Com es pot veure a la Figura 27, s’ha procurat mantenir unes proporcions estàndards per tal                
de que el model fos aplicable de forma realista a qualsevol personatge masculí. Per a               
agilitzar la feina, es va u litzar una funcionalitat de MagicaVoxel que permet fer un efecte de                
“mirall” en un eix qualsevol (en aquest cas, el de les X), amb el qual només cal modelar una                   
meitat del cos, ja que l’altra meitat resultarà com a una còpia en el sen t oposat. 
Un cop fet el model base, va caldre crear una paleta de colors que fos realista per a factors                   















Figura 28: Model base humà pintat. 
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El següent pas és afegir els detalls: peces de roba especíﬁques, els colors d’aquestes, nous               
tons de pell, etc. D’aquesta manera, a par r d’aquest model base, podrem representar els              














Figures 29 i 30: Models de soldats urgellencs. 
 
Els models dels soldats urgellencs (Figura 29, 30) han estat modelats amb la indumentària              
 pica dels soldats europeus dels segles X a XII, amb algunes llicències ar s ques degut a la                
falta de documentació sobre la seva indumentària concreta. S’ha posat especial atenció en             














Figures 31 i 32: Model de soldat desertor i model d’intendent. 
 




















Figures 33 i 34: Model de guàrdia d’honor urgellenc i model d’Arnau Mir de Tost. 
 
















Figures 35 i 36: Model del personatge principal i model del ferrer.  
 























Figures 37 i 38: Models dels soldats sarraïns. 
 















Figures 39 i 40: Models dels espies italians. 
 
Les ves mentes s’han centrat en indumentàries senzilles i els colors dels estats papals usats              








Per als models no orgànics (Figura 41, 42, 43, 44) s’ha procurat representar eines, objectes i                



























Figures 41, 42, 43 i 44: Alguns models decoratius del joc.  
 
La resta d’objectes modelats es mostraran a l’Annex. 
 
8.1.2. Models realitzats amb  Blender 
He usat Blender per a modelar aquells objectes que requerien un component més natural o               
menys uniforme (arbres, arbusts i roques). 
 
Per a arbres i arbusts hem seguit el mateix mètode, primer creant un esquelet amb               



















Figura 45: Model 3D per defecte de  Blender . 
 
Com a Blender es comencen tots els projectes a par r d’un cub (Figura 45), fusionarem els                















Figura 46: Operació de fusió de vèrtexs. 
 
A con nuació farem servir l’eina Extrude , que permet “es rar” l’element seleccionat per tal             
de crear-ne una còpia connectada (Figura 47). Aquesta eina ens permetrà construir            




















Figures 47 i 48: Operació  Extrude  en el vèrtex inicial i resultat final de l’esquelet de l’arbre. 
 
Un cop tenim l’esquelet, podem procedir a donar-li volum. Usarem un modiﬁcador de             
Blender anomenat “ Skin ” (Figura 49), que permet afegir “pell” o volum a arestes del model.               















Figures 49 i 50: Finestra del modificador  Skin  i resultat obtingut a l’aplicar-lo. 
 
Tot i que tenim un model amb volum, di cilment podem dir que s’assembli a un arbre. El                 
volum en certes àrees és massa gran, i generalment és massa uniforme. Per tant, editarem la                
mida del volum associat a cada un dels vèrtexs per a donar-li una aparença més realista                





















Figures 51 i 52: Primeres reduccions de volum i resultat final. 
 
Un cop tenim una ﬁgura sa sfactòria, podem procedir a augmentar el poligonatge del             
model, per a accedir a opcions de modelatge més interessant. Per tant, usarem el              
modiﬁcador “ Subdivision Surface ” (Figura 53), que permetrà subdividir la super cie de           
















Figures 53 i 54: Finestra del modificador  Subdivision Surface  i resultat obtingut a l’aplicar-lo. 
 
 
L’arbre té ara una gran deﬁnició, però probablement sigui excessiu, doncs el resultat és              
massa suau. Per a obtenir un es l “ low-poly ” [31] que s’adeqüi a l’estè ca del videojoc,               
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afegirem un úl m modiﬁcador, anomenat “ Decimator ” (Figura 55), que permetrà reduïr el            
















Figures 55 i 56: Finestra del modificador  Decimator  i el resultat obtingut a l’aplicar-lo. 
 
Ara només queda regular la conﬁguració dels diferents modiﬁcadors per tal d’obtenir el             
resultat desitjat. Un cop acabat, conﬁrmem tots els modiﬁcadors i ja estem llestos per a               


















Figura 57: Exemple d’arbres desenvolupats aplicats al videojoc. 
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8.2. Animació 
Com s’ha comentat amb anterioritat, les animacions són un element essencial per a             
representar l’evolució i el dinamisme d’objectes i nivells davant de les accions del jugador. En               
general, les animacions es componen de una linia temporal, amb un inici i un ﬁnal, en la que                  
situarem els diversos esdeveniments (transformacions, etc.) que succeiran durant l’animació.          
Tant Unity com Blender permeten crear animacions sobre els objectes desitjats, però            
Blender és una eina molt més potent en aquest aspecte. 
8.2.1. Animacions fetes amb  Unity 
Principalment, Unity permet ges onar animacions. Això vol dir, permet crear Animator           
Controllers que actuaran com a màquines d’estats i permetran deﬁnir sota quines condicions             
s’executarà una animació concreta en un objecte donat, a quina velocitat o si es repe rà o                
no. Tot i això, també permet crear animacions (o modiﬁcar-ne d’existents) per tal d’afegir-hi              
transformacions pròpies de Unity . Per a les animacions més senzilles usarem Unity , el que              
ens permet abstraure molta complexitat en el desenvolupament d’aquestes. A més a més,             
Unity  permet ges onar fàcilment animacions que incloguin diversos objectes diferents. 
 
Per exemple, l’animació “ Rock Slide ” que he creat per a l’Escena 2 del Nivell 1 és una                 
animació associada a un objecte buit que té com a ﬁlls diverses roques, les quals cauran en                 
successió per tal de bloquejar el camí del jugador. En lloc d’animar cada roca individualment,               
podem fer una única animació que con ngui tots els moviments de les roques. Per tal de                
desenvolupar l’animació, primer haurem de crear una Animation i un Animator Controller ,            
que ens permetrà ges onar quan s’haurà d’ac var l’animació. L’ Animator Controller s’haurà           
d’afegir a l’objecte que desitgem que con ngui l’animació. L’ Animation s’haurà de situar dins             














Figura 58: Màquina d’estats de l’ Animator Controller que gestiona l’animació “ RockSlide ”. 
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En aquest animador, podem veure l’es l de màquina d’estat que hem seguit per a la majoria                
d’objectes que con ndran una animació que s’haurà d’ac var en un moment donat (sovint             
com a reacció d’una interacció). Podem veure que hem deﬁnit un estat anomenat “ Idle ”, un               
estat buit en el que estarà l’objecte la major part del temps, a l’espera de l’ordre per a                  
canviar d’estat. El ﬂux d’aquest estat ﬁns el següent sovint estarà lligat a un disparador, o                
Trigger , que s’ac varà des d’un Script o una Reacció. En aquest cas, el Trigger associat al                
canvi d’estat Idle a l’estat que con ndrà l’animació de les roques caient s’anomena “Slide”, tal               
i com es pot veure en l’apartat “ Parameters ” situat a l’esquerra de la ﬁnestra, a la Figura 58. 
 
Tot i que no és necessari l’ús d’ Animator Controller si l’objecte no ha de canviar d’animació,                
he decidit fer-ne ús en la major part dels casos, per a maximitzar-ne la reusabilitat i la                 
facilitat de ges ó entre diversos objectes que necessi n reproduir una mateixa animació.  
 
Tornant a l’animació de “ Rock Slide ”, volem deﬁnir la posició de cada roca i la seva rotació al                  
llarg de l’execució de l’animació. Per tant, fent ús de la  meline de l’animació, he creat la                 















Figura 59:  Keyframes  que composen tots els esdeveniments que succeiran a l’animació “ RockSlide ”. 
 
 
D’aquesta manera, estem deﬁnint per a cada frame quins esdeveniments ( KeyFrames )           
succeiran i en quin ordre. Com podem veure, la rotació i posició de cada roca ha estat                 
deﬁnida de forma individual en diversos frames , de tal manera que puguem obtenir una              


































Figures 60, 61, 62, 63, 64 i 65: Mostra de l’execució de l’animació “ RockSlide ”. 
 
 
8.2.2. Animacions fetes amb  Blender 
He usat Blender per aquelles animacions que requerissin un component orgànic important,            
concretament en el cas dels personatges del joc. D’aquesta manera, a par r d’un model es               
pot crear un esquelet per a moure les diferents parts d’aquest de forma natural. 
El primer que cal fer és importar el ﬁtxer OBJ del model que haguem d’animar a Blender .                 
Degut als diferents formats de les dues aplicacions, sovint cal re-escalar els models             
importats, doncs la seva mida és excessivament gran. Un cop re-escalat el model, podem              
començar a crear-ne l’esquelet. La raó per la qual hem creat els models humans en “posició                
T” es fa evident en aquest moment, doncs facilita enormement la creació de l’esquelet.              
Començant per la zona que preferim (sovint pel pit), creem un os mitjançant la funcionalitat               
de Blender, a par r del qual crearem l’esquelet superior. Per a crear un esquelet no és                
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necessari que totes les parts es guin connectades, com veurem més endavant. A par r             
d’aquest primer os, podem usar la eina Extrude, per a crear-ne un altre just al ﬁnal d’aquest,                 
creant així una cadena d’ossos. Usarem una funcionalitat de còpia que ens permetrà crear              
els ossos dels dos braços a la vegada, aconseguint així un resultat uniforme per a les                















Figura 66: Esquelet creat per a la zona superior del model. 
 
A la Figura 66 podem veure com a par r de l’os principal sorgeixen els ossos que creen la                  
clavícula, els braços superiors, els avantbraços, mans i dits. A par r de l’os de l’estèrnum               
també generem l’os del coll i un altre os per al cap. Cada os té la mida necessària per a cobrir                     
la part del cos que haurà de controlar, i els punts de connexió entre ossos ens permetran                 
simular ar culacions. He decidit representar aquesta part separada de les altres (abdomen i             














Figura 67: Esquelet final del model. 
S’aprecien els quatre grups de l’esquelet: zona superior, abdomen, cama esquerra i cama dreta. 
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Un cop creat l’esquelet (Figura 67), cal vincular-lo al model. En funció de quina eina haguem                
usat per a desenvolupar el model, podem aplicar els pesos de cada os de forma automà ca                
(principalment eines de modelatge especialitzades). En el cas dels models realitzats amb            
MagicaVoxel , no és possible aplicar els pesos automà cament i caldrà fer-ho a mà.             
L’assignació de pesos és el procés en que deﬁnirem quines parts del model s’encarregarà de               
moure cada os. Aquests pesos venen deﬁnits per un valor entre 0 i 1, de tal manera que cada                   
os principalment  ndrà pes 1 en la zona que controlin directament i, en algun cas par cular,                
poden tenir un pes menor que 1 en alguna zona con gua. Per a començar a deﬁnir pesos,                 
caldrà passar a mode “ Pose ” a Blender , seleccionar l’os que vulguem editar, fer una selecció               
conjunta amb el model i passar a mode d’edició de pesos, en el que el nostre model passarà                  
a ser de color blau inicialment. En aquest mode, el color blau indica que l’os seleccionat té                 
pes 0 per a les parts del model que siguin d’aquest color. Les tonalitats canviaran de blau a                  
vermell per indicar que el pes augmenta de 0 ﬁns a 1. 
 
L’assignació de pesos es farà mitjançant un pinzell al que li assignarem un pes a pintar i una                  
opacitat. Per a facilitar el pintat, he ac vat l’opció de que el pinzell atravessi super cies, de                

















Figura 68: Exemple dels pesos definits per al braç superior esquerre. 
 
Com podem veure a la Figura 68, l’os seleccionat (marcat amb un contorn blau) té pes 1                 
sobre tot el braç superior esquerre, i 0 sobre la resta del model (excepte una mica de la                  
clavícula esquerra, en la qual té pes 1). Com a detall, podem veure que la a la intersecció del                   
braç superior amb l’avantbraç del model hi ha un espai buit, amb només una pe ta               
connexió. Això ha estat necessari degut al mapeig de vèrtexs que fa Blender a l’importar               
models de MagicaVoxel . D’aquesta manera, a l’afegir cantonades es c augmentant el           
nombre de vèrtexs, facilitant la deﬁnició de pesos per a cada zona del cos. Això ha estat                 
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Figura 69: Exemple de les transformacions que rep el model al moure l’os amb pesos. 
 
D’aquesta manera, al moure l’os en mode Pose , el model executarà les mateixes             
transformacions que faci l’os (Figura 69). Un cop aplicats tots els pesos del model, cada os ha                 
passat a ésser una en tat per si sola, pel que només caldrà tenir en compte cada os quan                  
creem les animacions. La deﬁnició d'animacions és molt similar a les de Unity , cal establir les                
transformacions a realitzar ( KeyFrames ) en els moments que desitgem ( Frames ). D’aquesta           













































Figures 70, 71, 72, 73 i 74: Exemple de l’execució de l’animació “ GetUp ”. 
 
Un cop ﬁnalitzades les animacions, només cal exportar-les a Unity , crear els Animator             
Controllers que necessitem i emprar aquestes animacions, tal com s’ha vist a l’apartat             
d’animacions de Unity . Com que he emprat el mateix  pus d’esquelet per a tots els models                
humans, les animacions són fàcilment intercanviables. 
 
 
8.3. Sistemes de Partícules 
8.3.1. Consideracions a tenir en compte per a cada sistema de partícules 
Com s’ha comentat anteriorment, els sistemes de par cules són pe ts sistemes so ware            
que permeten emetre grups d’imatges bidimensionals per tal de representar un           
esdeveniment dinàmic, sovint com a conseqüència d’un esdeveniment principal. Per tant,           
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per a dissenyar cada sistema de par cules, cal tenir en compte què s’intenta representar per               
a saber quines caracterís ques haurà de tenir. 
 
Ambiental 
1. Pluja: Per a simular l’efecte de pluja mitjançant par cules, cal tenir en compte que la               
quan tat de gotes implica una intensitat concreta, la inclinació i velocitat d’aquestes            
permet simular corrents d’aire i la mida de les gotes es pot usar per a donar més                 
impacte visual. 
 
2. Boira: Es caracteritza per par cules de gran mida i lentes, el que ens permet              
aconseguir la densitat desitjada.  
 
3. Vent: La mida de les par cules deﬁnirà quin  pus de cossos són arrossegats pel vent.               
En els casos del videojoc es representen ﬂocs de neu i blocs de boira. 
 
4. Densitat de l’aigua: Per defecte, l’aigua de Unity només aporta una superﬁcie que             
simula el líquid, però no conté cap mena de volum. He u litzat sistemes de par cules               
per donar-li volum a l’aigua i limitar-ne la transparència en cossos d’aigua grans. 
 
Foc  
1. Flames: Les ﬂames d’una foguera han de tenir un component d’aleatorietat. Per tant,             
per a aquest cas hem decidit que cada ﬂama que aparegui sigui una imatge aleatòria               
d’un spritesheet de 4 variants d’una ﬂama. A més, s’ha de tenir en compte que les                
ﬂames creixen durant el seu temps de vida i també canvien de color, de blanc a groc                 
ﬁns a vermell. El ritme d’aparició de les ﬂames determinarà la intensitat del foc. 
 
2. Fum: El fum també té un component d’aleatorietat important, tot i que no tant              
notable com les ﬂames. Amb el fum cal tenir en compte que s’enfosquirà             
lleugerament amb el temps, i caldrà considerar la seva suscep bilitat a ser mogut per              
forces externes com el vent. 
 
3. Espurnes: 
Les espurnes són pe tes par cules que sorgiran de les ﬂames d’una forma força             
aleatòria. La seva forma no és tant rellevant com en els casos anteriors, però el seu                
moviment és clau. Les espurnes estan molt subjectes a forces externes, pel que he              
afegit soroll al seu moviment per donar una sensació de moviment errà c. 
 
Explosió 
1. Flames: Les ﬂames d’una explosió són diferents de les d’una llar de foc. En una               
explosió, l’energia es dirigeix en totes direccions, pel que cal que les textures de les               
ﬂames siguin conseqüents amb aquest fet. En aquest cas hem usat un spritesheet             
extret de un Asset de Unity , doncs el temps per desenvolupar-lo a mà seria molt               
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elevat. Aquest spritesheet serà recorregut durant el temps de vida de les par cules             
de les ﬂames, donant la sensació de que l’explosió progressa. També caldrà, igual que              
abans, tenir en compte els canvis de mida i de color de les ﬂames. 
 
2. Fum: El fum d’una explosió s’emet en totes direccions, i d’una forma més sobtada.              
Cal tenir en compte que el fum d'una explosió és menys durador que el d’una ﬂama,                
doncs la font del fum s’ex ngeix abans. 
 
3. Espurnes: Les espurnes d’una explosió seran majors que els d’una llar de foc, i molt               
més direccionades. Per tant, caldrà aplicar soroll en un punt més tardà del seu temps               
de vida. 
 
4. Metralla: Cal representar que l’explosió mourà i fragmentarà certs objectes. Per tant,            
s’ha decidit afegir unes par cules amb comportament  sic (generaran ombres i           
col·lisionaran amb altres objectes) que emetran fum i simularan aquests fragments           
que es mouran cap enfora a gran velocitat. 
 
Raigs de llum 
He volgut simular entrades de llum natural en algunes coves. Per tant, com que els focus de                 
llum de Unity representen només la il·luminació, és necessari representar com les pe tes             
par cules d’aire d’una cova s'il·luminaran i formaran raigs de llum. Per a això, usarem un               
focus de  pus spotlight juntament amb un emisor de par cules força dens, de tal manera               
que semblarà que les par cules de l’aire s’estan il·luminant amb la llum. 
 
Espurnes del ferrer 
Les espurnes que genera l’espasa del ferrer son molt diferents a la resta. Aquestes espurnes               
sor ran a gran velocitat i, degut al seu curt temps de vida, no es veuran afectades per cap                  
força externa que no sigui la gravetat. A més, per aquesta raó, he decidit que aquestes                
espurnes puguin col·lisionar amb el terra un cop hi arribin i  nguin il·luminació associada,              
per a donar un toc més realista.  
 
Vi 
Per simular que el vi raja d’un barril obert calen tres sistemes de par cules. El primer                
simularà el raig principal, que serà molt dens i es veurà afectat per la gravetat. Per simular el                  
ﬂux d’aire dins del barril, el raig haurà d’augmentar i disminuir de potència constantment,              
pel que he fet que la velocitat de les par cules segueixin una funció sinusoïdal. El segon                
sistema de par cules que cal és el que simula el toll de vi que deixa el raig. Per afegir-hi                   
realisme, podem intentar simular ones del líquid generant par cules lentament que aniran            
engrandint-se a mesura que passi el temps. El darrer sistema que necessitem és per a               
simular les gotes de líquid que surten a l’impactar el raig principal contra el terra. Aquestes                
par cules seran més pe tes,  ndran una alta velocitat, sor ran en totes direccions i es              
veuran fortament afectades per la gravetat. Per a simular el material del vi, s’ha usat un                
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Per simular la sang quan el soldat sarraí mor, cal simular que el toll tardarà s’engrandirà                
lentament i de forma irregular. Per tant, se situen diversos sistemes de par cules, cadascun              
dels quals creixerà a la seva pròpia velocitat, i que acabaran formant un únic toll. Per a                 
simular el material de la sang s’ha fet com amb el vi, s’ha creat un Material que sigui suau,                   
però també metàl·lic, per a simular el comportament de la sang davant la llum. 
 
Efectes extra (pantalla) 
A l’escena 1 del nivell 1 i a l’escena 1 del nivell 2 s’ha fet ús d’un efecte aplicat sobre la                     
càmera que s’usa per a donar la sensació d’estar al lloc on passa l’acció. Aquests efectes,                
extrets parcialment de l’ Asset Store de Unity (textures, Shaders i altres Scripts bàsics de              
renderitzat), permeten simular com cauen gotes d’aigua sobre la pantalla o aquesta es             
congela [32]. En el cas de les gotes d’aigua, les gotes que van apareixent en pantalla són                 
aleatòries. En el cas de la congelació, he decidit afegir el comportament de que la pantalla es                 
congeli progressivament si el personatge no es situa a prop d’una font de calor.  
 
8.4. Textures 
1. Obtenció de textures de terrenys i altres textures: 
Les textures usades per als terrenys han estat extretes de fonts externes i escollides              
pel seu es l senzill, que s’adequa amb l’es l visual escollit per al joc i pel fet de ser                  
seamless (vol dir que són textures quadrades dissenyades de tal manera que,            
aplicades en blocs con gus, donen la sensació de que s’uneixen de forma natural)             
[33, 34, 35]. 
 
2. Composició de  Normal Maps : 
La major part de textures de terrenys escollides no portaven cap Normal Map             
associat (el qual serveix per a representar la rugositat de la super cie d’acord amb el               
dibuix). Per tant, s’ha decidit fet servir l’eina NormalMap Online [36] per a generar              
aquests mapes a par r de la textura original ¡. 
 
3. Pale es: 
Les pale es creades a MagicaVoxel han estat usades per a poder emmagatzemar les             
textures dels models realitzats amb aquesta eina i així poder crear els materials de              




Tot i que s’han realitzat algunes edicions a par r d’alguns ﬁtxers d’àudio originals, la major               
part dels ﬁtxers han estat extrets de fonts externes. 
 
La gran majoria de sons han estat extrets dels arxius de so de diversos videojocs de                
l’empresa Bethesda Game Studios, concretament Fallout: New Vegas [37], Fallout 4 [38] i             
The Elder Scrolls V: Skyrim [39]. 
 
La banda sonora emprada al Menú Principal pertany a Prince of Persia: The Sands of Time                












9.1. Filosofia d’implementació 
La idea principal darrere de la implementació del projecte és la següent: Procurar que el codi                
desenvolupat sigui el més reusable possible, de tal manera que pugui ser usat per a               
videojocs que  nguin un es l de joc similar. Per tant, els sistemes que componen la lògica                
del videojoc (Figura 75) han estat ideats per a ser tan polivalents com sigui possible. Les                
següents explicacions es centraran en les classes desenvolupades per a aquest projecte,            
sense entrar en excessiu detall en aquelles classes que  Unity  proporciona. 
 
Figura 75: Esquema de subsistemes del videojoc. 
9.2. Patrons Usats 
9.2.1.  Singleton 
En certes ocasions necessitem que certs comportaments o estructures d’informació siguin           
únics i es guin presents al llarg de l’execució del videojoc. Exemples en són la classe               
SceneController ,  SaveManager ,  Inventory  o  MenuManager . 
 
Cada una d’aquestes classes té un comportament únic que controla aspectes de            
funcionament bàsics del videojoc. Per tant, necessitem una manera d’accedir-hi ràpidament           
des de qualsevol punt del videojoc, ja sigui per guardar la par da al sor r, canviar d’escena o                 
afegir items a l’inventari. 
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9.2.2.  Template 
En certes situacions hi hauran sistemes que, tot i compar r gran part del seu funcionament,               
divergeixen en certs aspectes de la seva lògica. En aquests casos, el patró Template ajuda,               
mitjançant herència i polimorﬁsme, a maximitzar l’eﬁciència i netedat del codi.  
 
En el cas concret d’aquest videojoc, tenim com a exemple d’ús del patró Template tot el                
sistema de Reaccions: subsistemes que s’executen mitjançant les mateixes crides i en els             
mateixos casos, però que requereixen una implementació par cular, per a generar un  pus             
de reacció o un altre. 
9.2.3.  Update 
Un patró comú en el disseny de videojocs. Ve deﬁnit per la necessitat de que certs objectes                 
 nguin la capacitat de canviar i processar el seu comportament a mesura que passin els               
frames . Aquest patró s’aplica a tots els objectes que han de ges onar eventualitats,             
interaccions o simplement el pas del temps. 
9.2.4. Component 
Un patró que Unity ajuda a aplicar fàcilment. Segons aquest patró, s’ha de garan r que els                
objectes amb diversos comportaments complexos siguin capaços de mantenir-los d’una          
forma desacoblada entre ells, cada un encarregant-se del seu domini. Unity permet seguir             
aquest patró amb la seva arquitectura En tat-Component, ja que cada un dels components             
de  Unity  ges onarà un comportament d’una forma modular. 
9.2.5. Estat 
Unity proporciona els mitjans per a implementar sistemes de màquines d’estats, per tal de              
ges onar principalment canvis d’animacions d’objectes. Tot i això, també es poden afegir            
pe ts Scripts que, implementant mètodes prèviament deﬁnits, permeten alterar el          
comportament dels estats a l’entrar-hi, sor r-ne, etc. 
9.2.6. Façana 
El patró façana es caracteritza per implementar una inter cie que facili  la interacció amb              
sistemes complexos. El sistema d’editors implementat en aquest projecte n’és un exemple, ja             
que permet ges onar tot el sistema d’interaccions, condicions i reaccions, les seves crides i              
les seves relacions des de la ﬁnestra Inspector de  Unity . 
 
88 
9.3. Menú Principal 
El menú principal consisteix en quatre botons que ens permeten accedir a diverses             
funcionalitats del joc, situats sota el  tol del videojoc. Aquests botons són: 
 
1. Nova Par da: Permet iniciar una Nova Par da. Com per raons de disseny s’ha decidit              
que només hi pugui haver una par da ac va en tot moment, aquesta Nova Par da              
subs tuirà a qualsevol par da ja existent. Per tant, al prémer el botó s’eliminaran             
tots els arxius de guardat existents. 
 
2. Con nuar Par da: Permet con nuar una par da prèvia, exactament on el jugador la            
va deixar. Si no existeix cap arxiu de guardat, el botó estarà desac vat. 
 
3. Opcions: Permet accedir a la pantalla de Crèdits i ac var les Pistes. Per defecte, les               
Pistes estaran desac vades, però un cop s’ac vin romandran així ﬁns que el jugador             
les desac vi de nou. El control d’ac vació de les Pistes es fa amb l’ús de Condicions,                
la implementació de les quals s’explicarà en un apartat posterior. 
 
4. Sor r: Permet sor r del joc. 
 
Darrere d’aquesta inter cie es representa una escena 3D, el punt de vista de la qual anirà                
variant amb el temps, mostrant els diversos personatges que apareixen al videojoc, així com              
altres personatges (soldats d’Urgell, sarraïns, etc.) que ajuden a mostrar la situació que es              
descriu a la narra va del videojoc. 
 
9.4. Escenaris, Escena Persistent i altres Escenes 
9.4.1. Escenaris i  NavMesh 
S’ha decidit dividir les diferents zones que el jugador navegarà en escenes de Unity diferents.               
Generalment, cada nivell estarà composat de dos escenaris. Cada escenari podrà ser            
explorat pel jugador gràcies a l’ús de NavMeshes i un NavMeshAgent . Les NavMeshes són              
mapes de navegació que podrem generar, abans d’executar el joc, sobre el terreny que              
deﬁniran quines zones seran navegables i amb quina facilitat el personatge les podrà             
recórrer, a par r d’una sèrie d’opcions com inclinació màxima del terreny o alçada màxima              
d’un desnivell. El NavMeshAgent és un component que s’afegeix al personatge principal i             
permetrà realitzar els càlculs necessaris per a arribar a qualsevol punt de des nació, tenint              
en compte les NavMeshes creades i els obstacles. Tot i que per defecte les NavMeshes es                
crearan a sobre d’un terreny, podem afegir noves zones prac cables i obstacles com ponts o               
roques, respec vament.  
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Per a afegir una nova zona navegable que no sigui pròpia del terreny, com un pont, l’haurem                 
de deﬁnir com a element està c, el que vol dir que no podrà modiﬁcar-se cap component                
d’aquest objecte en temps d’execució. Això pot donar molts problemes d’entrada, doncs si             
per exemple es tracta d’un pont llevadís, serà una zona navegable en certes ocasions i               
haurem de poder modiﬁcar-ne la posició i rotació. Per a arreglar aquest inconvenient, ha              
calgut deﬁnir unes zones navegables que seran calculades juntament amb la resta de les              
NavMeshes , creant així el mapa navegable total. Després, caldrà afegir un obstacle que             
impedeixi, per exemple, navegar per aquesta zona ﬁns que el pont llevadís hagi baixat. 
 
Els obstacles són components que podrem afegir a certs objectes per tal de que actuin com                
a volums no navegables, per la qual cosa el personatge les esquivarà si pot, o es pararà si no                   
troba altre camí. Aquests obstacles s’usaran per a gran part dels elements de l’escenari,              
coma arbres i roques, els quals no volem que siguin atravessats i altres punts en que volem                 
prohibir el pas al jugador ﬁns que por  a terme unes accions concretes, com en el cas del                  
pont llevadís. 
 
9.4.2. Escena Persistent 
Hi ha certs aspectes i funcionalitats del joc que han d’estar presents durant tota la seva                
execució: Menú de pausa, Inventari d’objectes recollits, controladors de la ges ó del ﬂux del              
joc, entre d’altres. A Unity generalment hi ha dues maneres d’aconseguir mantenir aquests             
mecanismes: 
1. Usant Scripts que eviten que un objecte i les instàncies dels Scripts associats a aquest               
es destrueixin entre escenes. Per a això s’usa un mètode de Unity anomenat             
DontDestroyOnLoad , que permet deﬁnir un objecte com a indestruc ble. 
 
2. La segona manera és una mica més complexa. Consisteix en deﬁnir una Escena             
Persistent, la qual romandrà ac va durant tota la l’execució del joc, ﬁns que decidim              
eliminar-la. Això és possible gràcies a els dos es ls de canvi d’escena que té Unity : el                
simple (que carrega la nova escena i descarrega l’actual) i addi u (que permet apilar              
les escenes per a que romanguin ac ves). D’aquesta manera, podem situar en            
aquesta escena aquells GameObjects i Scripts que vulguem mantenir durant          
l’execució. 
 
Per raons de disseny he decidit usar principalment el segon sistema, ja que             
DontDestroyOnLoad té algunes mancances (com tenir instàncies repe des) i no és gaire            
eﬁcient quan el nombre d’objectes a mantenir augmenta. Tot i això, en algun cas s’ha fet                




Per tant, quan s’inicii una nova par da, es carregarà l’escena persistent, la qual conté la               
inter cie d’usuari de la par da, els sistemes de ges ó d’events (per ges onar l’input del              
ratolí de l’usuari), la classe SceneController i altres objectes als que necessitarem fer             
referència durant l’execució del joc. SceneController , la qual s’explicarà a con nuació,           
s’encarregarà de ges onar els canvis d’escena tot i mantenint sempre l’escena persistent.            
L’Escena Persistent també conté un Canvas amb una imatge negra, inicialment transparent,            
que serà emprada en la transició d’escenes. 
 














Figura 76: La classe  SceneController . 
 
Situada a la l’Escena Persistent, la classe SceneController (Figura 76) ges ona el canvi             
d’escenes, així l’entrada a la escena que toca quan comencem una nova par da o quan               
con nuem una de ja existent (gràcies a la informació guardada sobre l’estat del jugador, de               
la qual parlarem a l’apartat de sistemes de guardat). Quan interactuem amb un interactuable              
que ens perme  canviar d’escena (mitjançant la reacció SceneChangeReaction , que es veurà            
més endavant), s’encarregarà de descarregar l’escena actual i carregar la nova. U litza            
CoRoutines per a carregar l’escena que toca de forma asíncrona, per tal d’evitar transicions              
abruptes. La transició es suavitza encara més gràcies a que la CoRoutine que s’executa              
mentre es carrega la següent escena modiﬁca la transparència de la imatge negra             
esmentada anteriorment, permetent així realitzar un fos a negre entre escenes. 
 
En el cas de que l’escena que haguem de carregar sigui el Menú Principal, ja sigui des del                  
menú de pausa o perquè hem acabat el joc, es fa una transició simple, la qual descarrega                 
l’Escena Persistent i, per tant, elimina la instància d’ SceneController . Això ho fem per evitar              
problemes de lògica i evitar tenir repe cions d’instàncies de la classe. 
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9.5. Personatge i Navegació 
9.5.1. Funcionament del personatge 
 
Figura 77: Diagrama UML del sistema de moviment del personatge. 
 
La classe PlayerMovement (Figura 77) s’encarregarà de ges onar totes les accions i            
mecàniques del personatge principal. Al tractar-se d’una Aventura Gràﬁca d’es l Point&Click ,           
tant els moviments com interaccions del jugador seran realitzats mitjançant clics. Això vol dir              
que per anar des del punt actual ﬁns a qualsevol altre punt, el jugador farà clic a la                  
des nació desitjada i el personatge procedirà a navegar-hi, si és possible. La posició             
des nació estarà en tot moment marcada amb un indicador blau.  
 
Ens servirem d’un component de Unity anomenat NavMeshAgent , que permet abstraure el            
control de direcció i càlcul de recorreguts mínims del personatge de la resta de funcions               
d'aquest. El moviment del personatge principal és únic i, per tant, serà l’únic personatge que               
farà ús d’aquestes funcionalitats. La resta de personatges no jugables són està cs o fan ús               
d’altres Scripts de moviment. Tot i que el NavMeshAgent per defecte permet afegir la              
funcionalitat de navegar des d’un punt origen a un punt des nació, farem certs canvis que               
faran que  ngui un comportament més adequat a les nostres necessitats. 
 
9.5.2. Inicialització del personatge 
A l’entrar en una escena qualsevol, el personatge ha d'aparèixer en un punt determinat,              
comunament anomenat “ spawn ”. Aquest punt d’aparició depèn d’un factor, de si estem            
entrant a l’escena de forma natural (ja sigui l’escena inicial o des d’una escena anterior) o de                 
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si estem con nuat una par da anteriorment guardada. Aquesta informació ve indicada per            
la classe gestora SceneController . En el primer cas, volem que el personatge aparegui en una               
posició predeterminada, lligada a la narra va del joc (l’entrada d’una cova, la sor da             
d’aquesta, etc. segons correspongui). Quan volem accedir a una escena de forma natural, la              
via d’accés a aquesta escena  ndrà indicat el nom de l’ spawn , així com el nom de l’escena a                  
carregar, de tal manera que el personatge pugui saber on ha d’aparèixer en una nova escena.                
La classe PlayerStartingPosition manté una llista de punts d’aparició de l’escena actual (un             
per cada instància de la classe) i s’encarrega de enviar les coordenades de la posició que li                 
sol·lici  la classe PlayerMovement . En el segon cas, volem que el jugador aparegui             
exactament en la posició en que es va abandonar la par da anterior, per tal de que es pugui                  
reprendre la par da de la forma més natural i còmode possible. 
 
Per això, la classe SceneController s’encarrega de ges onar aquesta informació. En cas de             
que es guem carregant una par da guardada, SceneController accedirà a la llista de arxius             
guardats en busca de l’arxiu de guardat rela u al personatge jugador. En aquest ﬁtxer, el qual                
comentarem més endavant a l’apartat de sistemes de guardat, resideix la informació            
rellevant al personatge, com l’escena en la que estava i la posició exacta dins d’aquesta               
escena. 
 
9.5.3. Navegació del personatge 
La navegació del personatge és el conjunt de funcionalitats relacionades amb la capacitat del              
personatge d’accedir a les diferents zones de cada escena. Fent ús del NavMesh de l’escenari               
i el NavMeshAgent del personatge jugador, podem detectar els “ hits ” del cursor del jugador              
contra un punt concret de l’escenari, marcant així un punt de des nació per al personatge. Si                
el jugador ha clicat en una zona accessible, apareixerà un marcador blau per indicar la               
posició de des nació i es demanarà al NavMeshAgent que calculi la ruta òp ma per a               
arribar-hi, sortejant els obstacles que es trobi pel camí. Si un punt està entre el personatge i                 
un obstacle insortejable, el NavMeshAgent calcularà com a nou punt de des nació el punt              
accessible més proper a l’anterior punt de des nació.  
 
Però, no tota la ges ó de moviment es delega al NavMeshAgent . Com volem que el               
moviment del personatge sigui realista, s’han deﬁnit certes funcionalitats que regulin el seu             
moviment en funció de la proximitat amb la posició des nació. A més a més, s’ha de poder                 
interrompre la navegació actual del NavMeshAgent de forma natural, en cas de que el              
jugador esculli un nou punt de des nació. 
 
Per tant, s’han deﬁnit tres funcions per regular la velocitat i animacions del jugador en               
funció de la seva proximitat ( Moving , Slowing i Stopping ). A par r d’un “ threshold ” o “llindar               
de distància”, el jugador començarà a frenar ﬁns a ﬁnalment aturar-se en un punt proper al                
punt de des nació. Per tant, la velocitat del personatge jugador es regula en funció a la                
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distància actual ﬁns al llindar. Llavors, s’actualitza un paràmetre de l’animador del            
personatge que farà que l’animació de córrer varii en la seva velocitat en funció d’aquesta               
velocitat i que s’interpoli amb l’animació de estar parat a mesura que es redueixi aquesta               
velocitat. Un cop arribat al punt de des nació el cercle indicador de la posició des nació               
desapareixerà per mostrar que s’ha assolit la posició desitjada. 
 
9.5.4. Interacció del personatge 
Els interactuables són els objectes que conformen gran part del funcionament de les accions              
que pot realitzar el jugador envers el videojoc. Quan es selecciona un interactuable, el              
jugador navegarà de forma similar a quan es marqui un punt de l’escenari qualsevol, ﬁns a                
arribar al nou punt de des nació. Aquesta navegació és una funció diferent a la navegació               
convencional, ja que el jugador ha de poder interactuar amb els diferents objectes que              
es guin dins del seu camp visual, per tal de fer-los funcionar o rebre més informació. Per                
tant, i degut al funcionament del interactuables que explicarem al següent apartat, quan el              
jugador arribi a la posició de l’interactuable, es forçarà la seva posició a la deﬁnida com a                 
“posició d’interacció” de l’interactuable, per tal d’evitar errors d’animació o similars. Un cop             




Figura 78: Diagrama UML del sistema d’Interacció principal del jugador. 
 
Com s’ha esmentat a l’apartat anterior, els interactuables (Figura 78) conformen el gruix de              
les accions que el jugador pot realitzar, i s’ac ven un cop el jugador hi fa clic i assoleix la                   
posició d’interacció. El concepte d’interacció dissenyat és el següent: Un cop el jugador cliqui              
sobre un interactuable i personatge arribi a la posició d’interacció, l’interactuable           
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reaccionarà. La reacció resultant va lligada a una sèrie de condicions que s’han d’haver              
complert a priori. Les condicions necessàries i el nombre de possibles reaccions en funció              
d’aquestes depèn de cada interactuable. Si no es sa sfà cap conjunt de condicions de              
l’interactuable o no en té cap de deﬁnit, s’ac varà una reacció per defecte, la qual dependrà                
de cada interactuable però que tots han de tenir. Per a que una reacció associada a un                 
conjunt de condicions s’ac vi, s’han de sa sfer totes les condicions del conjunt. D’aquesta             

























Figura 79: Diagrama UML del sistema de Condicions. 
 
Les Condicions (Figura 79) són una classe que hereda d’ ScriptableObject [42], el que permet              
que existeixin instàncies de Condicions sense haver d’estar lligades com a Script en un altre               
objecte. En essència, aquestes Condicions són instàncies que permeten abstraure la lògica            
del progrés del jugador dins del joc de la resta de mecanismes. Per tant, funcionen com a                 
booleans que permeten saber en qualsevol moment ﬁns a on ha progressat el jugador i si ha                 
pres unes decisions o unes altres. L’ús és molt polivalent i permet deﬁnir un gran nombre de                 
condicions d’una forma molt senzilla. La classe ConditionCollection permet assignar conjunts           
de condicions a un interactuable i controlar quines s’estan complint a l’hora d’ac var les              
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reaccions d’aquest. Si totes les condicions associades a una ConditionCollection es           
compleixen, la classe procedeix a executar la seva ReactionCollection . El codi executa la             
ReactionCollection associada a la primera ConditionCollection que s’avalui com a certa, pel            
que és molt important deﬁnir les ConditionCollections d’un mateix Interactable de tal            
manera que només es pugui avaluar una com a certa en tot moment. 
 
Però, per tal de fer l’avaluació i ges ó de condicions, cal un recurs per accedir ràpidament a                 
totes les condicions del joc, poder avaluar-ne el valor i executar-ne la col·lecció de reaccions               
associades. Per a tal ﬁ, s’ha creat la classe AllConditions . Aquesta és una classe singleton que                
hereda també de ScriptableObject , però amb un pe t canvi. Com hem esmentat abans, la              
classe ScriptableObject permet mantenir instàncies (en forma d’ Assets ) sense que aquestes           
hagin d’estar vinculades a objectes. Però, tal com funciona la classe ScriptableObject ,            
aquestes instàncies han de tenir un valor constant. Com sabem que les condicions canviaran              
de valor al llarg de l’execució i que, a més a més, s’hauran de reiniciar si comencem una nova                   
par da, s’ha creat la classe intermitja ResettableScriptableObject , de la qual heredarà           
AllConditions  i li permetrà implementar la seva pròpia funció de Reset. 
9.6.3. Reacció 
Figura 80: Diagrama UML del sistema de Reaccions. 
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Com s’ha comentat abans, les Reaccions (Figura 80) són les accions que un interactuable ha               
d’executar quan el jugador hi es gui interactuant i certes condicions es compleixin. Una             
excepció n’és la deﬁnida “Reacció per defecte” que s’ha decidit que tot interactuable             
 ngués, en cas de que l’interactuable no  ngui diversos usos o no hi hagi pre-requeriments               
per a usar-lo. Aquestes reaccions poden ser de diversos  pus: sons, animacions, modiﬁcació             
de valors de condicions, etc. 
 
Per tant, com que sovint diverses d’aquestes reaccions s’hauran d’executar a la vegada, s’ha              
decidit agrupar-les en conjunts de reaccions, les quals aniran associades a un conjunt de              
condicions. D’aquesta manera, la classe ReactionCollection permetrà crear grups de          
reaccions que s’executaran a la vegada. Com ja hem comentat, hi ha diversos  pus de               
reaccions que necessitarem. Com que una ReactionCollection no funcionarà de forma           
diferent en funció de quines reaccions hagi d’executar, s’ha decidit fer ús de polimorﬁsme i               
herència per a deﬁnir la classe abstracta Reaction , de la qual heredaran totes les Reaccions.               
Aquesta classe deﬁneix un mètode d’inicialització i un altre d'execució ( React ). Similarment a             
les Condicions, aquesta classe heredarà en el seu torn de ScriptableObject , ja que             
necessitem que existeixin instàncies de les Reaccions sense que hagin d’estar associades a             
un  GameObject .  
 
A més a més, s’ha decidit afegir una altra capa d’abstracció. Tot i que un conjunt de                 
Reaccions s’hagin d’executar en una ReactionCollection , és ben probable que no totes            
s’hauran d’executar al mateix moment. Per exemple, si volem donar la sensació de que un               
mecanisme tarda en ac var-se o cal adaptar una animació per a que es coordini amb un so,                 
és essencial poder medir quant de temps passarà entre la interacció i cada una de les                
reaccions. Per tant, s’ha afegit la classe abstracta DelayedReaction per a que n’heredin             
aquelles reaccions que puguin donar-se en un moment posterior a la interacció. Això dona la               
ﬂexibilitat al desenvolupador per a dissenyar qualsevol  pus de conjunt de reaccions i que              
s’execu n en el moment que cregui més oportú. 
 
Dit això, les reaccions implementades són les següents: 
 
● Animation Reaction : Hereda de DelayedReaction . Permet que hi hagi una animació           
qualsevol com a reacció. Requereix un Animador i el nom d’un Trigger d’aquest             
animador. A la inicialització s’obté el hash del Trigger escollit, per tal de millorar              
l’eﬁciència de la crida a React . Al mètode React s’ac va el Trigger , el que farà que                
s’ac vi l‘animació vinculada a aquest  Trigger . 
 
● Audio Reaction : Hereda de DelayedReaction . Permet que es reprodueixi un ﬁtxer           
d’àudio com a reacció. Requereix una AudioSource i un AudioClip . D’aquesta manera            
permetem que una mateixa AudioSource pugui reu litzar-se per a clips de diverses            
ReactonCollections (és poc recomanable que s’u litzi la mateixa font per a dos sons             
d’una mateixa col·lecció que es puguin solapar, ja que totes les AudioSources de             
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Unity  son d’un únic canal). 
 
● Condition Reactio n: Hereda de Reaction . Permet ac var o desac var una Condició.           
Requereix vincular directament la Condició desitjada des de l’ Inspector de Unity . S’ha            
escollit aquest mètode en lloc de encarregar-li a la classe buscar la instància de la               
Condició per raons d’eﬁciència. 
 
● Dialogue Reaction : Hereda de DelayedReaction . Permet ac var un diàleg com a           
reacció. Requereix una instància de DialogueNPC (classe de la que parlarem més            
endavant). S’ha decidit que aquesta reacció acostumi a anar acompanyada de una            
AnimationReaction que fagi zoom-In de la càmera per tal de veure millor el             
personatge amb el que s’està dialogant i una ConditionReaction que ac vi la condició             
DialogueIn , que anul·la tots els comportaments del jugador i permet centrar-se en el             
diàleg. L’animació i la condició són rever des als seus valors per defecte un cop acaba               
el diàleg, com es veurà més endavant. 
 
● Change Scene Reaction : Hereda de DelayedReaction . Permet que hi hagi un canvi            
d’escena com a reacció. Aquesta reacció s’u litza per a progressar entre els diferents             
escenaris del joc. Fa ús de les funcionalitats de SceneController i, per tant, ha de               
fer-hi referència. Com que no podem assignar la referència des de l’inspector de             
Unity (ja que la instància de SceneController està a l’escena Persistent), cal buscar la              
instància en temps d’execució. Com que només s’haurà de fer la cerca una vegada              
per reacció i es tracta d’una reacció poc comuna, no representa un impacte             
signiﬁca u en el rendiment. Cal especiﬁcar l’escena a la que es vol canviar i també el                
punt d’aparició ( spawn ) de la següent escena en que es vol aparèixer. Aquestes             
deﬁnicions es  fan des de l’inspector. 
 
● Behavior Reaction : Hereda de Reaction . Permet ac var o desac var un          
comportament ( Behavior [43],  picament Scripts ) d’un GameObject . Tot i que no           
s’usa gaire en aquest videojoc, vaig creure que en certes situacions podia ser ú l              
tenir aquesta reacció si no hi havia cap alterna va millor. 
 
● Inventory Item Reaction : Hereda de Reaction . Permet afegir (i eliminar) items a            
l’inventari. Els ítems són ScriptableObjects i, per tant, és més eﬁcient deﬁnir les             
referències a l’inspector de Unity , ja que no hi ha un gran nombre d'ítems en el joc. El                  
funcionament de l’inventari s’explicarà més endavant. 
 
● GameObject State Reaction : Hereda de Reaction . Permet ac var o desac var un           
GameObject concret. És més eﬁcient fer la referència mitjançant l’inspector de Unity            




Com s’ha esmentat anteriorment, usem ScriptableObjects tant per deﬁnir les condicions com            
les reaccions, ja que ens proporcionen la capacitat de ges onar instàncies de classes sense              
que hagin d’estar associades a un GameObject (les classes que hereden de MonoBehaviour             
tenen aquesta limitació). Al passar a funcionar com a Assets , aquestes classes requereixen             
una instanciació diferent. Per tal de crear Condicions, Reaccions, Col·leccions de Condicions,            
Col·leccions de Reaccions i les relacions entre les diferents instàncies, necessitem fer ús             
d’ Editors . Editor és una classe pròpia de Unity que permet crear les nostres pròpies ﬁnestres               
de Unity en l’Inspector, de tal manera que puguem crear, editar i ges onar el recursos que                
necessitem d’una forma personalitzada. Com que es tracta d’un es l de programació i unes              
eines que no he emprat mai abans, he buscat exemples d’editors fets per altres              
desenvolupadors i guies de Unity i he seguit les seves idees per dissenyar els editors que                




Figura 81: Diagrama UML del sistema de Diàlegs. 
 
Com hem vist anteriorment, els diàlegs (Figura 81) són un  pus de reacció possible d’un               
interactuable. Els diàlegs conformen totes les conversacions que el personatge  ndrà amb            
altres personatges o amb si mateix al fer reﬂexions sobre certs esdeveniments o             
localitzacions. Inicialment, es va considerar que caldria diferenciar aquests dos  pus de            
diàleg, ja que podien tenir certes diferències, però ﬁnalment vaig poder dissenyar un únic              
sistema de diàlegs que sa sfés totes les necessitats que han sorgit. 
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Com que es vol que el jugador pugui escollir les opcions de diàleg a perseguir i que hi hagi                   
una resposta diferent per a cada una, s’ha decidit dissenyar els diàlegs com grafs dirigits: Els                
nodes seran les línies de diàleg del personatge no jugable ( Non-Playable Character o NPC )              
amb el que es gui parlant el protagonista, mentre que les arestes seran les opcions de diàleg                
a escollir, cada una de les quals ens portarà a un node determinat. Aquesta representació               
dels diàlegs permet que una mateixa conversa pugui tenir resultats diferents ﬁns al punt de               
que, en funció de les opcions escollides, certs esdeveniments del joc siguin diferents. Això              
aporta rejugabilitat, realisme i comoditat al videojoc. 
 
La classe Dialogue hereda de MonoBehaviour i implementa el funcionament dels nodes            
(classe aniuada DialogueNode ) i les arestes (classe aniuada DialogueConnector ) del graf           
dirigit que conforma un diàleg. Cada node conté la següent informació: 
1. Iden ﬁcador. 
2. Text del node. 
3. Llista de DialogueConnectors que conformen les opcions de diàleg a escollir per a             
aquest node. 
4. Llista de Condicions que s’han de modiﬁcar. Les condicions del joc s’han dissenyat             
com controladors de quines decisions s’han pres o quines accions s’han dut a terme.              
Per tant, s’ha decidit que la modiﬁcació d’aquestes condicions en els casos del diàleg              
siguin sempre de l’estat de fals a cert per tal de reﬂec r que s’ha seguit una                
conversació concreta. Per tant, s’u litza una llista d’strings per a emmagatzemar           
quines condicions s’hauran de modiﬁcar a cert. Per raons de disseny, existeix la             
restricció textual de que cap diàleg  ndrà més de tres opcions a escollir, ja que la                
quan tat de línies de diàleg a escriure incrementa exponencialment amb cada opció. 
5. Llista d’ítems que intervenen en el node. En funció de cada cas, aquests items poden               
ser items a rebre o ítems a entregar al NPC en qües ó. Per tant, en aquest cas usem                  
una Llista de KeyValues , ambdós strings, on la clau és el nom de l'ítem i el valor l’acció                  
a fer sobre aquest ( Take o Give ). Es podia haver u litzat string i bool però, com                
veurem a l’apartat de deﬁnició de diàlegs, usar strings feia la creació i ges ó de               
diàlegs més senzilla, i no afecta signiﬁca vament a la eﬁciència. 
 
D’altra banda, cada aresta conté la següent informació: 
a. Text de la opció. 
b. Iden ﬁcador del  DialogueNode  de des nació si s’escull aquesta opció. 
 
S’han implementat els mètodes de creació de DialogueNode i de DialogueConnector , així            
com el mètode per a assignar una aresta a un node ( AddConnection ). 
 
Així doncs, aquesta classe conté la deﬁnició dels conceptes del diàleg. La classe             
DialogueNPC , d’altra banda, hereda de Dialogue i implementa la ges ó del diàleg, des de la               
seva creació a par r d’un ﬁtxer de text ﬁns al seu funcionament en temps de joc. Com que                  
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vull seguir la idea de maximitzar el codi reu litzable del joc, he decidit separar aquestes dues                
classes, doncs DialogueNPC conté certs mecanismes que depenen molt de l’es l de joc. Així              
doncs, si es vol fer un altre  pus de diàleg per a un altre joc, pot crear-se una nova classe                    
que heredi els components bàsics de Dialogue.  
 
Abans d’entrar en el funcionament de la classe DialogueNPC , cal parlar de com es creen els                
diàlegs. La manera més eﬁcaç de fer-ho és mitjançant un ﬁtxer de text estructurat que               
con ngui tota la informació referent al diàleg, i després interpretar aquest ﬁtxer per a              
transformar-lo en instàncies de les classes vistes anteriorment. S’ha decidit usar ﬁtxers de             
text perquè augmenta la modularitat i la facilitat d’edició dels textos, ja que realitzar la               
creació de diàlegs a l’ Inspector de Unity resulta farragós i poc eﬁcaç en un projecte               
professional. Per tal de que un diàleg sigui el més complet possible, vaig decidir que un                
diàleg havia de poder ajudar a mesurar el progrés del jugador i canviar certs esdeveniments               
en funció de les opcions escollides ( Conditions ) i que calgués rebre o entregar ítems ( Items )               
en certes converses per a una ambientació més realista. Com hem vist abans, la classe               
DialogueNode  conté les llistes que ajuden a mantenir aquesta informació.  
 
L’estructura d’un diàleg qualsevol és la següent, dividida en línies de text: 
1. Id del node 1. 
2. Nombre de condicions a modiﬁcar en el node 1. 
3. Nom de les condicions a modiﬁcar (si el nombre anterior és major que 0). Una               
condició per línia de text. 
4. Nombre d’ítems que intervenen en el node. 
5. Nom dels ítems i l’acció a prendre ( Give , Take ). Dues línies de text per a cada item                 
(nom, acció). 
6. Nombre d’opcions de diàleg a escollir per al node1. 
7. Textos de les opcions de diàleg i els iden ﬁcadors dels nodes de des  si s’escullen les                
esmentades opcions. Dues línies de text per opció (text, node de des ). 
8. Id del node 2. 
9. etc. 
10. … 
11. Id del Node Final (node buit que marca el ﬁ del diàleg). 
12. Text buit. 
13. Zero condicions a modiﬁcar. 
14. Zero Items. 
15. Zero opcions (aquest valor permet al codi que ens trobem al node ﬁnal). 
 
S’ha decidit separar la informació per línies ja que les eines que C# facilita per a interpretar                 
ﬁtxers de text simples funcionen traslladant cada línia de text com a un element d’una  array . 
 
Com hem esmentat abans, la classe DialogueNPC hereda de Dialogue i implementa la             
traducció dels ﬁtxers en instàncies del graf, així com el funcionament del diàleg durant el joc.                
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Una implementació alterna va que es va considerar va ser que Dialogue heredés de             
ScriptableObject en lloc de MonoBehaviour , per tal d’estalviar-nos el fet d’haver d’afegir            
l’ Script a un GameObject per a instanciar-lo com hem vist en altres casos. Però, per alguna                
raó aquesta implementació donava alguns problemes i els diàlegs no s’actualitzaven           
correctament en alguns moments, pel que es va deses mar. 
Per poder navegar a posteriori entre tots els nodes d’un diàleg s’ha decidit implementar el               
graf amb un diccionari, el que ens permetrà accedir a qualsevol node del diàleg de forma                
eﬁcient.  
 
Per tal de representar visualment els diàlegs s’ha creat un panell de UI que permet mostrar                
el text d’un node, així com les opcions de diàleg que el jugador pot escollir en forma de                  
botons. Com que tots els diàlegs funcionen de la mateixa manera i tenen les mateixes               
caracterís ques (màxim 3 opcions per node), u litzarem el mateix panell per a totes elles.              
Això és degut a dues raons; Primer, u litzar un únic panell de UI és més eﬁcient que un per                   
cada diàleg (o node). Segon, tal com funciona la inter cie de Unity , els panells s’han de crear                 
a priori, amb el que no es pot modiﬁcar el seu comportament en temps d’execució, però si                 
els seus con nguts. Per aquesta raó, i com no volem haver de deﬁnir la referència al panell                 
per a cada diàleg, s’ha deﬁnit la classe singleton MenuManager que con ndrà la referència              
al panell de diàleg. D’aquesta manera, tots els diàlegs del joc podran accedir al mateix panell                
i modiﬁcar-ne els con nguts. 
 
Per úl m, cal deﬁnir una manera de ges onar els ítems en aquells diàlegs en que es pugui                 
rebre o perdre un item. Per aquesta raó, s’ha decidit afegir a cada diàleg les referències als                 
ítems que caldrà ges onar en aquest diàleg. Per tal d’estalviar temps de cerca per als ítems, i                 
com la quan tat d’ítems és pe ta, s’ha decidit crear la classe ItemHolder , que man ndrà la               
referència a un ítem concret. Les instàncies d’aquesta classe seran GameObjects situats sota             
cada diàleg en l’Inspector de Unity , el que permet més modularitat a l’hora d’afegir nous               
ítems en un diàleg. Aquests items seran emmagatzemats en un diccionari dins de la classe               
DialogueNPC . 
 
A l’instanciar-se un diàleg es ges ona la interpretació del ﬁtxer de text i es genera el graf                 
associat. Cada diàleg conté una variable de la classe TextAsset , que permet accedir al              
con ngut d’un ﬁtxer de text, dividir-lo per línies i emmagatzemar-lo en un array. Un cop               
s’acaba de generar el graf, es deﬁneix el node arrel del diàleg com a node actual (variable                 
que ens permetrà navegar per l’arbre quan s’hagi d'ac var el diàleg). A con nuació,             
s’emmagatzemen tots els items associats al diàleg a un diccionari. 
 
Quan una reacció ac vi un diàleg, s’ac varà el panell de diàleg i se n'actualitzaran els textos i                 
les funcionalitats dels botons amb la informació del node inicial del diàleg. S’ha afegit un               
sistema de refresc de listeners per als botons per tal d’evitar dobles clics involuntaris. Si el                
node actual té menys de tres opcions de diàleg, es desac varan els botons corresponents              
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per mostrar únicament les opcions possibles. 
 
Quan seleccionem una de les opcions disponible en un node de diàleg, es cercarà i navegarà                
cap al node vinculat com a resultat d’aquella opció. Si aquest nou node és l’úl m node del                 
diàleg, aquest es desac varà i el joc tornarà a l’ac vitat normal. 
 
Si el node accedit no és el darrer node del diàleg, procedim a ges onar-ne les condicions i                 
items associats. Per norma general, les condicions passaran a estar ac ves i els items rebran               
la modiﬁcació indicada internament al diàleg (afegir-los o eliminar-los de l’inventari del            
jugador). Per úl m, s’actualitza el diàleg per a mostrar el text d’aquest nou node i le seves                 
























Figura 82: Diagrama UML del sistema d’Inventari. 
 
L’inventari del joc (Figura 82) permet donar un feedback visual al jugador sobre quins              
objectes importants ha recollit durant la seva aventura, així com una descripció d’aquests,             
que pot donar pistes de com fer-los servir o més informació sobre el que representen. 
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Per tal de minimitzar problemes de visualització de l’inventari i els seus ítems, i com que el                 
nombre d’aquests és baix, s’ha decidit limitar els slots de l’inventari a 12. 
 
Inventory és una classe singleton que s’encarrega de ges onar l’addició i eliminació d’ítems             
de l’inventari, així com d’actualitzar-ne la representació gràﬁca en el joc. Com s’ha fet              
anteriorment en situacions similars, s’ha decidit implementar els ítems del joc com a             
ScriptableObjects , per tal de poder-los ges onar com a Assets . Cada item conté un nom, una               
descripció i una imatge que el representarà dins del joc. 
 
Per a ges onar el funcionament de l’inventari, Inventory manté en tot moment una llista              
amb tots els InventorySlots , que permetran mantenir la informació sobre quins ítems estan             
en tot moment a l’inventari, així com ges onar-ne la representació gràﬁca dins del joc. 
Cada cop que s’afegeix o s’elimina un item (ja sigui per pe ció d’un interactuable o un                
diàleg), es comprova que l’item no es gui ja present a l’inventari o que sí que hi sigui,                 
respec vament. Un cop feta l’operació, s’actualitzen els InventorySlots per tal de reﬂec r els             
canvis. 
 
L’inventari visual consisteix en un panell que forma part de l’Interﬁcie d’Usuari (UI), amb un               
layout ver cal que conté un altre panell amb els diferents Slots d’ítems, un espai de text per                 
a mostrar-ne les descripcions i un botó per tancar l’inventari. El panell d’ Slots conté els 12                
InventorySlots als que fa referència Inventory, cadascun dels quals conté una imatge i un              
botó a sobre d’aquesta, que permet mostrar la descripció de l’ítem. 
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9.9. Sistema de Guardat 
 
Figura 83: Diagrama UML del sistema de Guardat. 
 
En qualsevol joc que no sigui d’es l Arcade (consistent en aconseguir el major nombre de               
punts en una mateixa par da) s’espera que  ngui algun sistema per conservar el progrés del               
jugador per tal de que aquest pugui sor r i poder reprendre la seva par da més tard, en un                  
punt proper a on ho havia deixat. Hi ha molts  pus diferents de sistemes de guardat:                
checkpoints (que guarden automà cament el progrés del jugador quan aquest arriba a certs             
punts), guardat per nivell (si el jugador abandona un nivell, l’haurà de tornar a començar) o                
guardats complets (es guarda tota la informació del joc per tal de que el jugador no hagi de                  
refer cap acció), entre d’altres. En el cas d’aquest projecte, s’ha decidit u litzar un es l de                
guardat complet (Figura 83), ja que les altres opcions no s’adaptaven bé als sistemes del joc,                
especialment la ges ó de Condicions. D’aquesta manera, es vol que el jugador pugui             
abandonar la par da en qualsevol moment i, quan torni, tant el personatge com tots els               
objectes de l’escenari estaran en els mateixos llocs on estaven la darrera vegada. 
 
Seguint la idea d’obtenir una solució general amb codi reusable, he decidit que cada objecte               
que pugui canviar d’estat o posició sàpiga quina informació ha de guardar, en lloc de tenir un                 
únic gestor de guardat que s'encarregui de manegar tota la informació. La informació que              
s’ha de conservar entre par des és la següent: 
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● Condicions. 
● Informació del personatge principal. 
● Inventari. 
● Estat d’animació d’objectes que puguin canviar de mida, posició, etc. mitjançant           
animacions. 
● Posició de certs objectes que puguin canviar de posició mitjançant  Scripting . 
 
L’eina que s’u litzarà per emmagatzemar tots els  pus d’informació són les classes de C#              
FileStream (que permet obrir i tancar l’accés a un directori de ﬁtxers), BinaryFormatter (que              
permet serialitzar la informació) i la classe de Unity JsonUtility (que permet conver r la              
informació a format Json ). Això ens permetrà emmagatzemar els camps de informació de             
classes que haguem deﬁnit com a serialitzables. El directori on s’emmagatzemarà la            
informació és el directori  persistentDataPath  per defecte de  Unity . 
 
La classe singleton PersistSO ( Persist Scriptable Objects ) ges ona el guardat i càrrega de             
Condicions. Tot i que una de les principals avantatges dels ScriptableObjects és que             
mantenen la informació durant l’execució de l’aplicació, es reinicien entre diferents           
execucions. Per tant, és necessari emmagatzemar-los. Per a que una classe sigui            
emmagatzemable, ha de complir un requeriment: ha de ser serialitzable. Per defecte, els             
ScriptableObjects són serialitzables. Cada condició es guarda individualment amb el nom           
“ ConditionSave_numCondicio.pso ”. L’idea inicial era que, ja que totes les condicions formen           
part de AllConditions i aquesta també és un ScriptableObject , PersistSO només hauria            
d’emmagatzemar aquesta classe, el que ens proporcionaria una gran extensibilitat. Per           
alguna raó, la informació no es guarda bé quan hi ha una jerarquia de ScriptableObjects , pel                
que s’ha hagut d’acabar emmagatzemant cada condició per separat. La classe està present al              
Menú Principal. Quan s’inicia el Menú, PersistSO comprova si existeixen arxius de guardat             
amb el format descrit anteriorment. Si n’existeixen, en decodiﬁca el valor i els carrega sobre               
les instàncies actuals de les Condicions. Quan PersistSO es desac va (el jugador surt al Menú               
Principal o de l’aplicació), es fa el procés invers: es formategen els ScriptableObjects a Json i                
s’emmagatzemen en el directori establert. 
 
La classe PlayerSaver s’encarrega d’emmagatzemar la informació referent al personatge          
controlat pel jugador: l’escena en la que es troba el personatge i la posició exacta dins                
d’aquesta escena. La classe està adherida al personatge. En aquest cas no estem u litzant              
ScriptableObjects , pel que cal deﬁnir una classe o una estructura persis ble que con ngui             
aquesta informació. La classe PlayerSave conté la informació de la posició i escena del              
jugador.  
 
A diferència de la classe PersistSO , la classe PlayerSaver només ges ona el guardat             
d’informació quan el personatge es desac va (al canviar d’escena, tornar al Menú Principal o              
tancar l’aplicació). La càrrega d’informació la porta a terme SceneController , per tal d’evitar             
problemes de posicionament quan el personatge canvii d’escena. 
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Per tal de conservar la informació de l’inventari, la classe Inventory, explicada anteriorment,             
deﬁneix la classe aniuada serialitzable InventorySave . Al carregar-se, Inventory buscarà si hi            
ha algun ﬁtxer de guardat amb el format “ Inventory.data ”. Si és així, llegirà l’arxiu Json ,               
carregarà la informació dels ítems a l’inventari i n’actualitzarà la informació. Com que             
l’inventari va lligat a l’escena persistent, aquesta càrrega només es farà si el jugador decideix               
con nuar la par da, doncs en cas de començar-ne una de nova, l’arxiu de guardat de               
l’inventari es reiniciarà. A l’hora de desac var-se i guardar, es codiﬁca i emmagatzema la              
classe  InventorySave  en format  Json . 
 
La classe AnimationStateSaver s’encarrega de guardar l’estat de aquells objectes que puguin            
canviar de posició, mida, presència, etc. mitjançant l’ús d’animacions i els estats associats a              
aquestes. Degut al bon funcionament d’aquest sistema, s’ha decidit u litzar-lo el màxim            
possible. La classe deriva de MonoBehaviour , el que signiﬁca que s’ha d’associar a un              
GameObject per a funcionar. Per tant, cada instància d’ AnimationStateSaver s’encarregarà          
de guardar l’estat de l’animador de l’objecte al que es gui associat. Per a això deﬁneix la                
classe aniuada AnimationSave , que permetrà emmagatzemar l' animation hash , un valor que           
codiﬁca l’estat en què es troba l’animador de l’objecte. Similarment als altres casos, a              
l’iniciar-se l’ Script en l’escena, carregarà el valor de hash del ﬁtxer de guardat associat (si               
existeix) i se li ordenarà que l’execu  a l’instant (per tal d’evitar que el jugador vegi com es                  
reprodueixen un altre cop les animacions en lloc de veure-les ja completades). Si no existeix               
el ﬁtxer de guardat, la màquina d’estats executarà el seu funcionament per defecte. A l’hora               
de desac var-se, l’ Script guardarà el hash de l’estat actual en un ﬁtxer únic, de format               
“ Animation_NomDelObjecte.data ”. És molt important que no hi hagi diversos objectes els           
animadors dels quals s’hagin d’emmagatzemar que  nguin el mateix nom. 
 
La classe ObjectPositionSaver ha estat necessària en alguns casos en que l’estat de             
l’animador no contenia la informació necessària per a restablir l’estat de l’objecte. En el cas               
de unes plataformes que s’intercanvien de posició mitjançant un Script , ha calgut tenir una              
manera d’emmagatzemar la posició de cada una de les plataformes per a que, si s’abandona               
la par da i es vol con nuar més tard, el jugador no es pugui quedar atrapat i totes les                  
plataformes es guin en la posició en que es van quedar a l’anterior par da. Aquesta classe               




Seguint amb la idea d’obtenir una solució general per a crear qualsevol  pus d’Aventura              
Gràﬁca i maximitzar el codi reusable, ha estat una prioritat dissenyar tots els puzzles de tal                
manera que facin ús dels sistemes dissenyats: condicions, interaccions, reaccions, diàlegs,           
etc. 
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Per tant, la implementació de cada puzzle, u litzant els sistemes desenvolupats, és la             
següent: 
9.10.1. Puzzle d’investigació del carruatge 
Aquest puzzle (Figura 84) està centrat en que el jugador hagi d’explorar l’escenari de la               
primera escena del Nivell 1, en busca d’una manera d’obrir la porta. Per tant, he fet que les                  
interaccions vagin apareixent a mesura que el jugador inves gui. Mitjançant condicions i            
reaccions es fa que, ﬁns que el jugador no inves gui el cadàver (1) i la porta tancada (2), no                   
se li donarà l’opció de moure el carruatge (3). Un cop ho hagi fet, una reacció farà aparèixer                  
l’interactuable del carruatge i llavors el podrà empènyer i baixar a la zona inferior (4) en                















Figura 84: Vista general del Puzzle del carruatge. 
 
9.10.2. Puzzle del pont i la palanca 
Aquest puzzle (Figura 85) es presenta a l’inici de l’escena 2 del Nivell 1. En aquest puzzle es                  
dóna l’opció al jugador d’u litzar el seu ins nt o explorar l’habitació en busca de pistes sobre                
com superar el puzzle. Un diàleg que apareix a l’interactuar amb la palanca (1) de l'altre                
costat, o la nota de la taula (2) li poden donar una idea del que cal fer, però no és necessari                     
emprendre cap de les dues accions. Només cal que trobi la pedra (3) i interactuï amb la                 























Figura 85: Vista general del puzzle del pont i la palanca. 
9.10.3. Puzzle de les tres portes 
Aquest és un “meta puzzle” (Figura 86). És a dir, és un puzzle abstracte, composat i                
dependent de la compleció d’altres puzzles. Una porta (1) està oberta inicialment, i             
mitjançant reaccions d’animació, la segona porta (2) s’obrirà quan es comple  el puzzle de              

















Figura 86: Vista general del puzzle de les tres portes. 
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9.10.4. Puzzle de les estàtues 
En aquest puzzle (Figura 87), el jugador ha de interactuar amb les estàtues en l’ordre               
correcte. Aquest ordre pot ésser descobert mitjançant el mètode de prova i error o a par r                
de l’endevinalla (1) que es proposa dins la sala. La interacció amb les estàtues es ges onarà                
mitjançant condicions sobre les estàtues, les quals s’aniran ac vant a mesura que el jugador              
faci les interaccions en l’ordre correcte (2, 3, 4, 5), i es desac varan quan come  algun error.                 
Per a mostrar-li quan fa un encert, hi haurà una reacció de l’estàtua amb al que ha                 
interaccionat en la que l’estàtua s’agenollarà i encendrà una ﬂama verda. A l’equivocar-se             
d’ordre, les estàtues prèviament agenollades tornaran a la seva posició original i les seves              
ﬂames s’apagaran, reiniciant així el puzzle. Quan el jugador ac vi totes les estàtues en l’ordre               















Figura 87: Vista general del puzzle de les estàtues. 
9.10.5. Puzzle de les plataformes 
En aquest puzzle (Figura 88) es dona certa llibertat al jugador de trobar la millor manera                
d’arribar a quatre ampolles (1, 2, 3, 4) mitjançant unes plataformes que haurà de recolocar               
per a crear camins. Aquestes ampolles s’hauran de col·locar després en uns pedestals (5), el               
que permetrà obrir una porta que duu a una altra sala, que conté una palanca que permet                 
completar el puzzle. Tots els controls d’obtenció de les ampolles i l’ac vació de la porta es                
realitzen amb condicions i reaccions. 
 
Degut a la complexitat de la ges ó de moviment de les plataformes, s’ha hagut de crear un                 
pe t Script especíﬁc per a aquest puzzle. Aquest Script permet seleccionar dues plataformes             
per tal d’intercanviar les seves posicions. Es va intentar implementar aquesta funcionalitat            
només amb reaccions però va resultar impossible, doncs una reacció es dóna a l’interactuar              
















Figura 88: Vista general del puzzle de les plataformes. 
9.10.6. Puzzle dels diàlegs 
La primera fase de l’escena 1 del Nivell 2 consisteix en un meta puzzle (Figura 89) en el que                   
el jugador haurà d’obrir-se camí dins del campament urgellenc mitjançant diàlegs amb            
diversos personatges. A par r del primer diàleg (1), es donen indicacions sobre quin és el               
següent personatge (2, 3, 4, 5, 6) amb el qual ha de parlar el jugador. Qualsevol intent                 
d’accedir a una zona no per nent en aquell moment o d’interactuar amb un personatge en               
















Figura 89: Vista general del puzzle dels diàlegs. 
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9.10.7. Puzzle de les peces giratòries 
En aquest puzzle (Figura 90), el jugador haurà d’esbrinar com alinear les cares de quatre               
peces giratòries (1, 2, 3, 4) per tal de que la palanca (5) s’ac vi i pugui progressar (6).                  
Similarment al puzzle de les estàtues, el jugador podrà completar aquest puzzle mitjançant             















Figura 90: Vista general del puzzle de les peces giratòries. 
9.10.8. Puzzle de la cel·la 
En aquest breu puzzle (Figura 91), el jugador veurà que no pot sor r de la cel·la. Per a tenir                   
alguna oportunitat d’escapar, haurà de parlar amb el presoner de la cel·la con gua (1) i unir                















Figura 91: Vista general del puzzle de la cel·la. 
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9.10.9. Puzzle de la pòlvora 
En aquest puzzle (Figura 92), el jugador haurà de desenvolupar una mescla per a crear               
pólvora (1), per tal d’obrir una porta fràgil (2). Com en altres puzzles anteriors, el jugador pot                 
completar el puzzle mitjançant prova i error, però és molt més interessant per al jugador               
inves gar els documents propers (3, 4, 5, 6, 7) en busca dels ingredients i proporcions               
exactes a u litzar a cada fase. També s’ha procurat que el jugador pugui aplicar              
coneixements del món real per a que l’ajudin en aquest puzzle [44], en cas de que no se’n                  















Figura 92: Vista general del puzzle de la pòlvora. 
9.10.10. Puzzle de les claus de la presó 
Un puzzle dialectal amb el que podem “triomfar” de diverses maneres (Figura 93). Aquest              
puzzle té un impacte en puzzles posteriors, en funció de la ruta que esculli el jugador per a                  
completar-lo. El jugador ha d’aconseguir les claus per a obrir la porta de sor da (1). Si el                 
jugador escull robar les claus del sergent borratxo (2) o fer veure que és un superior seu,                 
aproﬁtant-se de la embriaguesa d’aquest personatge, haurà d’enfrontar-se a un puzzle extra            
en la segona escena del tercer nivell. Si, en canvi, aconsegueix convèncer el sergent (2) de                
que re ri els seus homes de la zona, no haurà de resoldre aquest puzzle en la següent                 
escena. Aquesta impacte es controla mitjançant condicions i un Script que farà que certs              
objectes, personatges i interactuables de la següent escena es guin presents o no en funció              





















Figura 93: Vista general del puzzle de les claus de la presó. 
9.10.11. Puzzle de la disfressa 
En cas d’haver robat les claus o d’haver enganyat el sergent en el puzzle de les claus, el                  
jugador haurà de fer front a un puzzle en que haurà de covèncer a uns guàrdies de que                  
també és un desertor i que l’han de deixar passar (Figura 94). El jugador haurà de buscar un                  
bagul que conté una disfressa de desertor (1) per tal de poder iniciar el diàleg. Aquestes                
restriccions es ges onaran amb condicions i reaccions, de tal manera que el jugador no              
podrà interactuar amb els guàrdies (2) ﬁns que no hagi ob ngut la disfressa. Un cop els                
















Figura 94: Vista general del puzzle de la disfressa. 
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9.10.12. Puzzle del ganivet 
En aquest puzzle (Figura 95), el jugador ha d’aconseguir un mapa (1) que està essent vigilat                
per un guàrdia (2). El jugador haurà de buscar en la zona que l’envolta alguna eina que el                  
perme  tombar el guàrdia. A prop seu podrà veure un ganivet clavat en un barril (3). Si el                  
recull, podrà interactuar amb el guàrdia, llençant-li el ganivet i deixant-lo fora de combat. A               



















































Figura 96: Puzzle de les estàtues. 
 
He cregut convenient explicar un dels puzzles vistos anteriorment en més detall, per tal de               
mostrar com els diferents sistemes d’un puzzle funcionen entre sí.  
 
El puzzle de les estàtues (Figura 96) consisteix en interactuar amb les quatre estàtues en               
l’ordre correcte. Cada una de les estàtues representa un rei de la baralla de cartes espanyola:                
Espases (2), Ors (3), Bastos (4) i Copes (5). La pista sobre com resoldre el puzzle ve en forma                   
d’una endevinalla situada en un pedestal de pedra. Un cop es comple  el puzzle, apareixerà               
una palanca que permetrà obrir la porta d’una de la sala anterior a aquesta. 
 
L’interactuable del pedestal és de  pus Note i, per tant, al fer-hi clic a sobre s’obrirà una peça                  
de text amb l’endevinalla del puzzle. Els interactuables de  pus Note sempre mostren un              
text (ja sigui d’un pergamí, un llibre, una carta, etc.) i impedeixen que el jugador es pugui                 
moure mentres la nota es gui oberta, per tal de centrar l’atenció del jugador en aquesta.               
L’obertura i tancament de la nota del pedestal es realitza amb una animació, que fa aparèixer                
la nota, i un so que indica que s’està consultant o tancant la nota. 
 
Per a controlar que el jugador faci les interaccions amb les estàtues en l’ordre correcte,               
s’usen Condicions i Reaccions, jugant amb Reaccions per defecte i Reaccions segons            
Condició. Com a recordatori, les Reaccions segons Condició es donen només quan el grup de               
Condicions associades a aquestes avaluen totes a cert i, en cas de que cap conjunt de                
condicions avalui a cert, s’executarà la Reacció per defecte.  
 
L’ordre correcte d’interacció és Espases, Ors, Bastos i Copes. Per a aquest puzzle he plantejat               
dos  pus de reacció per a cada estàtua: Reacció Correcta i Reacció Incorrecta. Com els seus                
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noms indiquen, la Reacció Correcat s’executarà si estem seguint l’ordre adequat i la             
Incorrecta s’executarà si interactuem amb l’estàtua que no toca, reiniciant el puzzle. Com             
que Espases és la primera estàtua amb la que s’ha d’interactuar, només  ndrà una reacció, la                
Reacció Correcta. Un cop el jugador hi interactui, l’estàtua reaccionarà (Figura 97),            

















Figura 97: Estàtua del rei d’Espases mostrant que s’està seguint l’ordre correcte. 
 
Quan el jugador realitzi una interacció correcta, la Reacció Correcta de l’estàtua ac varà             
l’animació esmentada anteriorment, reproduirà un so i posarà a cert la Condició associada a              
l’estàtua, indicant que ha estat ac vada en l’ordre correcte. Això ens permet mantenir un              
seguiment de l’ordre en que el jugador ha interactuat amb les estàtues i establir segons               
quines Condicions es regiran les Reaccions de les estàtues: 
 
● Estàtua Espases: Reacció Correcta sempre. Ac va Condició  TouchedStatue1 . 
 
● Estàtua Ors: Reacció Correcta només si TouchedStatue1 és certa, farà l’animació i            
ac varà TouchedStatue2 . Altrament, no es fa res, doncs sabem que l’estàtua           
d’Espases no ha estat interactuada. 
 
● Estàtua Bastos: Reacció Correcta només si TouchedStatue2 és certa, farà l’animació i            
ac varà TouchedStatue3 . Altrament, es reverteix l’animació de l’estàtua d’Espases i la           
Condició TouchedStatue1 es posa a fals, doncs cap la possibilitat de que hagi estat              
ac vada correctament (si el jugador ha fet Espases, Bastos). 
 
● Estàtua Copes: Reacció Correcta només si TouchedStatue3 és certa, farà l’animació,           
ac varà TouchedStatue4 i ac varà l’animació d’aparició de la palanca (Figura 98).           
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Altrament, es reverteix les animacions de les estàtues d’Espases i d’Ors, així com les              
Condicions TouchedStatue1 i TouchedStatue2 , doncs cap la possibilitat de que hagin           
estat ac vades correctament (si el jugador ha fet Espases, Copes o Espases, Ors,             
Copes). 
 
D’aquesta manera, ens assegurem de que el jugador haurà de fer l’ordre correcte (Espases,              
Ors, Bastos i Copes) tenint en compte totes les combinacions possibles i seguint el camí               
òp m.  
Figura 98: La palanca apareix un cop fem les interaccions en l’ordre correcte. 
 
Un cop haguem interactuat correctament amb la estàtua de Copes, es bloquejaran totes les              
interaccions amb les estàtues, de tal manera que qualsevol interacció amb aquestes a par r              
d’aquest punt no donarà lloc a cap Reacció. Un cop interactuem amb la palanca, s’obrirà la                
porta de la sala anterior. La palanca només té Reacció per defecte, doncs sabem que només                
hi podrem interactuar quan haguem fet les interaccions correctes amb els estàtues. Un cop              
interactuem amb la palanca, el seu interactuable, juntament amb el de les estàtues,             






9.11.1. Estil de testing 
Per a comprovar que els diferents sistemes del projecte funcionaven correctament, s’ha            
realizat un tes ng ac u, per tal de poder simular totes les situacions possibles en que es                
podia dur a terme una acció. Com que sovint la relació entre diversos subsistemes pot no                
ésser directa (tot i que formin part d’un mateix puzzle, per exemple) no ens podem limitar a                 
testejar que cada sistema individual funcioni correctament. 
Un altre punt important és que, sovint, al tenir una idea ja concebuda sobre com han de                 
funcionar els sistemes, en quin ordre s’han de portar a terme les diferents accions i què és el                  
que es pot fer i el què no, es perd perspec va sobre allò que l’usuari ﬁnal percebrà. Per tant,                   
s’ha decidit usar un sistema molt comú en els videojocs, que és l’anomenat QA tes ng, o                
control de qualitat. Per tant, s’ha demanat a diversos usuaris, entre els quals hi ha QA                
Testers professionals, que juguessin al joc i intentessin fer totes les accions que desitgessin,              
per tal de provar tan el funcionament dels sistemes en busca de possibles errors com               
l’experiència d’usuari i la intui vitat. 
 
9.11.2. Shortcuts 
Per tal de poder testejar els diversos nivells sense necessitat de jugar al joc complet cada                
vegada, s’ha ofert la capacitat d’accedir a qualsevol dels tres nivells directament durant la              
fase de tes ng, doncs funcionen de forma independent i jugar-los en desordre no afecta al               
progrés del joc. 
 
9.11.3. Pistes 
Per facilitar el tes ng i la jugabilitat en casos d’entrebanc, s’ha decidit implementar un              
sistema de pistes que apareixeran quan l’usuari ac vi l’opció adient des del menú d’opcions              
al Menú Principal. D’aquesta manera, apareixeran uns nous interactuables representats amb           
una icona d’un interrogant blau, que proporcionaran una pista que ajudi a aclarir el propòsit               








10. Planificació temporal 
Aquest projecte va planiﬁcar-se per a que  ngués una durada aproximada de quatre mesos i               
mig, començant a mitjans de febrer de 2019 a l’igual que GEP, i acabant amb la presentació                 
ﬁnal del projecte a principis de juliol de 2019 [45].  
 
A con nuació es presenta la planiﬁcació temporal del projecte, la qual no ha variat              
notablement durant el desenvolupament del projecte. Les duracions especiﬁcades a les           
descripcions següents estan deﬁnides en dies, mentre que a la Taula 1 hi ha un llistat                
complet de tasques amb les duracions en hores. 
10.1. Descripció de les tasques 
Tasca 1: Conceptualització de la idea del projecte 
La primera tasca que es va realitzar durant el transcurs del projecte és la conceptualització               
de la idea que es volia desenvolupar. Per a dur-la a terme, es va fer un estudi de quines                   
temà ques són les més interessants i originals per a desenvolupar un videojoc.  
 
Un cop es vaig decidir el conjunt de temà ques ﬁnalistes a desenvolupar, va caldre decidir el                
gènere que s’u litzarà. Com s’ha detallat a l’apartat 3.2, el gènere d’un videojoc deﬁneix              
completament quines seran les funcionalitats i els requisits que aquest  ndrà. A més a més,               
va caldre anar amb compte, ja que no totes les temà ques funcionen en un gènere concret.                
Un cop seleccionades la temà ca i gènere deﬁni us, es va començar a cercar informació              
sobre l’estat de l’art dels diferents apartats que caracteritzaven el videojoc. Aquesta fase va              
es mar-se que duraria aproximadament una setmana, des del 4 de febrer ﬁns l’11 de febrer. 
 
 
Tasca 2: Anàlisi de requeriments i funcionalitats 
Aquesta tasca és depenent de la Tasca 1. Així doncs, un cop deﬁnit el  pus de videojoc que                  
es volia desenvolupar, vaig deﬁnir el seu abast i les funcionalitats que calia desenvolupar. En               
aquesta fase vaig deﬁnir l’ storyboard o guió, que contenia la narra va del videojoc i, per               
tant, quins nivells hi havia d’haver i quin seria el seu con ngut (puzzles, personatges,              
escenaris, navegabilitat, efectes, transició entre escenes, etc).  
 
Com que es tractava de la fase de disseny més important del projecte, també és la que                 
englobava un major nombre de riscos: funcionalitats que no donés temps d’implementar,            
diﬁcultats imprevistes, requeriments que calgués re-deﬁnir, noves necessitats, etc. Es va           





Tasca 3: Primera Iteració - Implementació de sistemes bàsics 
Aquesta tasca depèn de la Tasca 2. Tot i que sabia que hi ha moltes necessitats que podrien                  
sorgir o haver-se de redissenyar, hi havia un conjunt de funcionalitats base que es van haver                
de desenvolupar l’abans possible, doncs formaven l’esquelet del videojoc. Aquestes          
funcionalitats van ser: 
 
- Sistema de moviment i navegació del jugador per l’escenari. 
- Sistema d’interacció amb objectes i personatges del joc. 
- Sistema de transició entre escenaris i nivells. 
- Sistema de diàlegs ramiﬁcats (permeten escollir entre diverses opcions de diàleg). 
 
Així doncs, va caldre dissenyar i implementar aquests sistemes bàsics per separat per             
comprovar que funcionaven i que els seus requisits estaven ben deﬁnits. Es tracta de la fase                
més rellevant d’implementació, doncs els sistemes que es desenvolupessin en aquesta fase            
formarien la pedra angular de les mecàniques del joc. Es va es mar que aquesta fase duraria                
unes tres setmanes, del 25 de febrer al 18 de març. 
 
 
Tasca 4: Segona Iteració - Integració de sistemes bàsics i prototip de Nivell 1 
Aquesta tasca depèn temporalment de la Tasca 3. Un cop es van implementar els sistemes               
bàsics, calia integrar-los per comprovar que no  nguessin problemes de funcionament entre            
ells, per tal d’obtenir un sistema el més robust possible.  
 
Per exemple, el sistema de navegació va fortament lligat al sistema d’interacció, ja que és el                
que permet navegar ﬁns als objectes interactuables. D’altra banda, el sistema d’interacció            
està lligat al sistema de diàlegs, ja que, com es desitjava obtenir una solució el més general                 
possible, voliem poder ges onar totes les interaccions (ja fossin amb objectes o            
personatges) de la mateixa manera.  
 
A més a més, en aquesta fase es va desenvolupar un proto pus del primer nivell, incloent                
escenaris, mecàniques, animacions i efectes, per tal de posar a prova aquesta integració. Es              
va es mar que aquesta fase duraria quasi tres setmanes, del 19 de març al 5 d’abril. 
 
 
Tasca 5: Tercera Iteració - Desenvolupament de Nivell 2 
Depèn de la Tasca 4. En aquesta fase es van realitzar feines molt similars a la tasca anterior,                  
la qual va servir per fer-se una idea de si amb el ritme de treball actual es podia complir                   
l’abast previst. En aquesta tasca es van desenvolupar els escenaris, mecàniques, animacions i             
efectes principals del segon nivell. Similarment a la tasca anterior, s’esperava que durés quasi              




Tasca 6: Quarta Iteració - Desenvolupament de Nivell 3 
Depenia rela vament de la Tasca anterior, especialment en qües ons de resultats ob nguts i             
si el ritme de treball era sa sfactori. Es van desenvolupar els escenaris, mecàniques,             
animacions i efectes principals del tercer i úl m nivell. Es va es mar que aquesta fase durés                
del 23 d’abril al 9 de maig. 
 
 
Tasca 7: Cinquena Iteració - Re-definició de necessitats i millores 
Aquesta tasca representa l’esperit Àgil del projecte i, per tant, és en la que es van avaluar els                  
canvis de necessitats i requeriments que sorgissin durant el desenvolupament del projecte,            
ja fossin millores, modiﬁcacions o simplement canvis en els requeriments degut a la falta de               
temps o complicacions similars. A més, es va planejar fer un manual d’usuari o document               
similar que descrigués les caracterís ques del videojoc, un sistema de menús i inter cies del              
videojoc i es realitzaren les darreres proves. Es va es mar que aquesta fase duraria 10 dies,                
del 10 al 19 de maig. Com es va predir, aquesta fase es va acabar allargant, però no en una                    
durada superior a 20 dies. 
 
 
Tasca 8: Fase final 
Aquesta fase es va realitzar un cop s’havien completat la major part dels components              
deﬁni us que formaven el videojoc. En aquesta fase es va documentar el projecte             
mitjançant la memòria del projecte i el GDD ( Game Design Document ). Es va calcular que               
aquesta fase duraria entre una i dues setmanes, del 20 al 31 de maig. Degut a l’augment de                  
temps de desenvolupament de la fase anterior, aquesta fase va ampliar-se en            




Tasca 9: Preparació de la defensa 
En aquesta darrera tasca, s’ha usat el temps restant per a preparar la defensa del projecte                
davant d’un tribunal. La data prevista de les defenses és de l’1 al 5 de juliol. S’ha calculat que                   
aquesta fase duraria aproximadament un mes, des del 31 de maig ﬁns a la data escollida de                 











Taula 1. Llistat de tasques completes amb duracions en hores. 
 
Nota: Els dies en aquesta taula s’han deﬁnit com a grups de 4 hores (la mitjana de treball                  
esperada per dia). Aproximadament, es va calcular que caldria emprar unes 500 hores de              
treball per al projecte en sí, i unes 100 hores de GEP (es van afegir 24 hores per a                   
imprevistos). A més a més, a cada fase es van afegir unes hores en representació de reunions                 




Durant el transcurs del projecte, s’han usat una sèrie de recursos per dur-lo a terme. Aquests                
recursos engloben so ware, hardware, personal, etc. Els recursos usats es detallen a les             
Taules 2 i 3 i a la Figura 99 (Diagrama de Gan ). 
 
Taula 2. Llistat complet de recursos materials amb les seves finalitats. 
Eina Tipus Finalitat 
Ordinador de sobretaula 
i7-8700 a 3.2GHz, 32 GB RAM, 
Windows 10 Home Edition 
Eina de desenvolupament 
(Hardware) 
Desenvolupar el videojoc i la 
memòria. 
Unity3D v2018.3 Personal Eina de desenvolupament 
(So ware) 
Game Engine per a 
desenvolupar el videojoc 
MagicaVoxel Eina de desenvolupament 
(So ware) 
So ware gràﬁc per a 
desenvolupar els models 
Blender 2.79b Eina de desenvolupament 
(So ware) 
So ware de gràﬁcs per a 
desenvolupar les animacions 
Photoshop Eina de desenvolupament 
(So ware) 
Editor gràﬁc per a edició i 
creació de textures. 
Microsoft Office (Word, Excel, 
PPoint) 
Eina de desenvolupament 
(So ware) 
Realitzar la documentació del 
projecte. 
Adobe Reader Eina de desenvolupament 
(So ware) 
Accedir a la documentació PDF 
Git & GitKraken Eina de control Control de versions i repositori 
del codi. 
Trello Eina de control Seguiment del progrés del 
projecte 
Gmail Eina de comunicació Comunicació amb el tutor del 
projecte. 
Targeta de metro T-Jove Eina de comunicació Permet fer desplaçaments per 






Taula 3. Llistat complet de recursos humans amb les seves funcions. 
Rol Funció 
Guionista 
Encarregat de dissenyar l’storyboard (guió 
general, de cada nivell i de cada escena). 
Dissenyador 
Encarregat de prendre la major part de 
decisions que deﬁneixen el joc: mecàniques, 
duració i complexitat dels nivells, es l visual, 
 pus d’interacció del jugador amb el joc, etc. 
Artista 
Encarregat de dissenyar, crear i implementar les 
caracterís ques visuals del joc: models 3D, 
efectes especials, escenaris, textures, 
animacions, etc. 
Programador 
Encarregat d’implementar els mecanismes de 
joc que ha deﬁnit el dissenyador: mecàniques, 






















10.3. Diagrama de Gantt 




10.4. Valoració d’alternatives i pla d’acció 
Com es tracta d’un desenvolupament mul disciplinar, es va valorar la possibilitat de que es              
requerissin alguns canvis, especialment en la construcció de nivells i el desenvolupament            
dels puzzles (per exemple, un puzzle està compost de diverses parts [47]: visuals,             
animacions, codi, integració amb el ﬂux del nivell, etc.). L’ús d’una metodologia àgil m’ha              
permès adaptar-me a aquests inconvenients i modiﬁcar la planiﬁcació o les necessitats en             
funció dels resultats ob nguts. 
 
Coneixent aquests riscos, es van començar a desenvolupar alguns models 3D, escenaris i             
efectes amb anterioritat per tal d’eliminar certa càrrega de treball en les etapes més              
temporalment crí ques del projecte. 
 
Per tenir un control més crí c sobre el progrés, s’han realitzat reunions setmanals o              
bi-setmanals amb el tutor del projecte, per tal de veure si el progrés era adequat o si calia                  
redissenyar el  planning .  
 
Com s’ha anat esmentant, els retrassos del projecte han estat breus i esperables i, gràcies a                













11. Gestió econòmica - Pressupost 
Com a part de la planiﬁcació, es va fer un anàlisi dels costos del projecte a desenvolupar, per                  
tal d’elaborar-ne un pressupost. Tot i que només hi ha un desenvolupador (l’estudiant), es fa               
una divisió de responsabilitats per rols, tal com es veu en el diagrama de Gan  del l’apartat                 
10.3. Això permet percebre millor la divisió de la càrrega de treball i deﬁnir uns costos més                 
precisos, basats en els costos reals d’aquests rols en un marc professional. 
11.1. Identificació i estimació de costos 
11.1.1. Recursos humans i costos directes per activitat 
A la Taula 4 es poden veure els diferents rols que par cipen al projecte, juntament amb el                 
seu cost per hora (aproximat a par r de dades reals dels rols al mercat espanyol) i el seu cost                   
total, calculat a par r del total de hores treballades, que es pot veure a la Taula 5. 
 
Taula 4. Costos per hora i totals dels rols que participen al projecte. 
Rol Cost per hora Cost Total 
Guionista 12 €/h [48] 144 € 
Dissenyador 17.3 €/h [49] 5.241,9 € 
Artista 14 €/h [50] 2.590 € 
Programador 14.5 €/h [51] 5.307 € 
 
A par r del diagrama de Gan  de l’apartat 10.3 s’ha creat la següent taula, en la que                 
s’explicita el cost en hores de cada una de les tasques, la divisió de costos per rol, el cost                   
total de cada tasca, i el cost total de les tasques del projecte. 
 




Guionista Dissenyador Artista Programador Cost 
Conceptualització 
del projecte 
28 h 0 h 28 h 0 h 0 h 484,4 € 
Anàlisi de 
requeriments 
80 h 12 h 48 h 10 h 10 h 1.259,4 € 
Iteració 1 76 h 0 h 22 h 0 h 54 h 1.163,6 € 
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Iteració 2 192 h 0 h 23 h 55 h 114 h 2.820,9 € 
Iteració 3 144 h 0 h 23 h 55 h 66 h 2.124,9 € 
Iteració 4 144 h 0 h 23 h 55 h 66 h 2.124,9 € 
Iteració 5 104 h 0 h 38 h 10 h 56 h 1.609,4 € 
Fase Final 48 h 0 h 48 h 0 h 0 h 830,4 € 
Preparació de la 
defensa 
50 h 0 h 50 h 0 h 0 h 865 € 
Total 866 h 12 h 303 h 185 h 366 h 13.282,9 € 
 
11.1.2. Costos indirectes 
- Transport públic per a les reunions amb el tutor: Per tal de realitzar les reunions               
amb el tutor, s’ha u litzat una T-Jove, la qual costa 105 € [52]. 
 
- Hardware: La principal eina de hardware usada per a desenvolupar és un ordinador             
de sobretaula ILIFE ELITE ENTHUSIAST 6 I7 8700 32GB 500SDD GTX1080. El seu cost              
s’es ma en 2.000 €. 
 
- Software: Tot el so ware u litzat ( Unity [20], MagicaVoxel [21], Blender [22] i            
VisualStudio [23]) és gratuït, a excepció de Photoshop i el sistema opera u Windows             
10 Home . Com la versió u litzada de Photoshop és la de 2016, i ja es disposava d’una                 
llicència de Windows 10 gràcies al conveni de Microsoft amb la UPC [53], ambdós              
costos es consideren amor tzats. 
 
- Altres despeses: Costos com llum, aigua, etc. No són considerats com a costos de              
projecte, doncs no suposen una despesa diferent a altres etapes de treball de la              
universitat. 
11.1.3. Costos de contingència 
Com a con ngència de riscos del projecte (com un increment d’hores de treball o ús de més                 
bitllets de transport públic), es va decidir des nar un 20% extra de cost per als costos                
directes, i un 10% extra als costos indirectes, doncs els segons comporten un risc menor.               






Taula 6. Costos de contingència per a costos directes i indirectes. 
Costos Percentatge Cost base Cost de contingència 
Costos directes 20% 13.283 € 2.656,6 € 
Costos indirectes 10% 2.105 € 210.5 € 
Total - - 2.867,1 € 
11.1.4. Costos imprevistos 
- Adquisició de software de pagament: Degut a les necessitats canviants del projecte,            
es va considerar que podria donar-se el cas de requerir so ware de pagament per a               
realitzar certes tasques extra. Aquest cost es va limitar als 100 €. La probabilitat              
d’aquest risc és del 10%. 
- Avaria de l’ordinador: Tot i que l’ordinador és força nou (1 any d’an guitat) es va               
considerar que podria donar-se la eventualitat de que s’espatllés i calgués reparar-lo,            
es mant un cost màxim de 50 €. La probabilitat d’aquest risc és del 5%. 
11.1.5. Control de gestió 
Per a aquest projecte s’ha procurat reduir al màxim qualsevol desviació en els costos. La               
major part dels costos del projecte venen en forma de costos humans, dels quals no es                
podrà mesurar la desviació ﬁns que el projecte hagi ﬁnalitzat. Es va considerar que, en el cas                 
de que hi hagués diﬁcultats per a complir el calendari del projecte, es passaria a treballar                
més hores, dins del possible, per tal d’evitar retards. Com es tracta del desenvolupament              
d’un videojoc, es van volen emular en la mesura del possible el  pus de mesures dels                
desenvolupaments professionals [54]. En aquests, retardar el llançament d’un videojoc          
suposa sempre un gran risc i cost, pel que és preferible adaptar el producte al calendari que                 
el calendari al producte (sempre i quan l’impacte en la qualitat del so ware sigui mínim o                
fàcilment millorable a posteriori). 
11.1.6. Pressupost final 
Taula 7. Costos per tipus i totals del projecte. 
Tipus de Cost Cost 
Directes 13.282,9 € 
Indirectes 2.105 € 
Contingència 2.867,1 € 
Imprevistos 12,5 € 
Total 18.267,5 € 
130 
12. Sostenibilitat i compromís social 
A con nuació, s’avaluaran les caracterís ques de sostenibilitat del projecte en els àmbits            
Econòmic, Ambiental i Social i se’ls hi assignarà una puntuació segons la fase del producte               
(Projecte en Producció, Vida Ú l i Riscos), tal i com es veu a la matriu de Sostenibilitat [55]                  
de la Taula 8. 
12.1. Dimensió Econòmica 
Com es pot veure a l’apartat anterior, s’han calculat els costos d’aquest projecte, tenint en               
compte una divisió de tasques per rols força realista (tot i que en un videojoc comercial                
probablement hi hauria encara més rols), els costos indirectes (la major part dels quals han               
estat amor tzats), els costos de con ngència i els costos per a imprevistos. Els costos per rol                
s’han es mat a par r de dades reals d’empreses de videojocs espanyoles. El cost total del               
projecte s’adequa als estàndards de projectes universitaris d’aquest  pus. 
 
Al no tractar-se d’un producte comercial, gran part dels costos s’han reduït notablement. En              
un producte d’aquest  pus, la major part dels costos són aquells relacionats amb             
màrque ng i imatge. A més a més, s’ha procurat reduir els costos indirectes (especialment              
els relacionats amb eines de treball) al màxim. Això ha estat possible fent ús de so ware                
lliure i/o gratuït i fent ús d’un Game Engine , que permet agilitzar la feina i reduir el nombre                  
d’hores de treball de forma substancial. Tot i que en un videojoc comercial s’u litzen eines               
molt més cares i potents, per a un videojoc com el d’aquest projecte, l’ús d’aquestes eines                
menys potents però gratuïtes és més que suﬁcient per a dur a terme el projecte. 
 
A més a més, al tractar-se d’un projecte universitari, tots els costos relacionats amb mantenir               
el producte i actualitzar-lo amb nou con ngut al llarg de la seva vida ú l han estat                
deses mats. Per tant, i com l’equip de desenvolupament és el més pe t possible, la              
dimensió econòmica del Projecte en Producció rep una puntuació de 8. 
 
En quant a la vida ú l, ja que el projecte no està des nat a un ús comercial, podem aﬁrmar                   
que  ndrà un cost econòmic nul ni tampoc hi haurà un servei de manteniment o               
actualitzacions de so ware. Tot i això, el seu ús consumirà energia elèctrica, però ha estat               
força op mitzat per a reduir aquest cost. Per tant, la puntuació que rep en quant al cost                 
econòmic durant la seva vida ú l és de 12. 
 
En quant als riscos del projecte, actualment no n’hem detectat cap en relació a l'àmbit               
econòmic. Per tant, la puntuació és de -1. 
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12.2. Dimensió Ambiental 
El desenvolupament del projecte suposarà consum d’energia elèctrica, de forma similar al            
desenvolupament d’altres productes de so ware, doncs l’ordinador estarà funcionant de          
mitjana a màxima capacitat durant llargs períodes de temps. Per aquesta raó s’ha intentat              
minimitzar al màxim el nombre d’hores de treball, com s’ha comentat en l’apartat anterior:              
fent ús d’un Game Engine , reu litzant certs recursos 3D de projectes anteriors, u litzant             
eines el funcionament de les quals ja és conegut, etc.  
 
Com s’ha esmentat als objec us de l’apartat 2, també s’ha aconseguit que la solució de               
so ware proposada sigui el més general possible. És a dir, els sistemes implementats són              
molt reu litzables, el que ajuda a agilitzar el desenvolupament d’aquest projecte i de futurs              
projectes, reduint així els costos de desenvolupament. Calculant que el projecte ha durat             
unes 860h i que l’ordinador amb elq eu s’ha realitzat la feina consumeix una mitjana de                
250W, el que representa uns 215kWh. Això suposa uns 82,7kg de CO 2 . Si hagués de tornar a                 
fer el projecte, di cilment es podria reduir més aquest consum, doncs es tracta d’un únic               
equip. Per tant, la puntuació del cost ambiental a la fase de disseny serà de 9. 
 
En quant a la vida ú l, al tractar-se d’un videojoc de mida inferior a un de  pus comercial, el                   
seu impacte en el hardware i so ware dels ordinadors dels usuaris és molt menor. Això vol                
dir, ocupa molt menys espai en disc dur, reduint el desgast del hardware i consumeix molts                
menys recursos so ware, reduint el consum energè c de l’ordinador quan es gui executant            
el videojoc. A més a més, he realitzat op mitzacions en la mida d’arxius visuals, com               
textures, per tal de que ocupin menys espai en disc. Per tant, la puntuació que rebrà en la                  
petjada ecològica durant la seva vida ú l és de 18. 
 
En cap cas l’ús del producte pot suposar riscos que puguin incrementar notablement la              
petjada ecològica. Per tant, la puntuació que rep és de 0. 
12.3. Dimensió Social 
Com s’ha esmentat anteriorment, aquest projecte és molt més que un simple mitjà per a               
aconseguir la  tulació del Grau. Ja que el camp dels videojocs és el camp en el que busco el                   
meu futur professional, desenvolupar un producte d’aquesta mida intentant assolir el màxim            
estat de qualitat és una experiència molt beneﬁciosa. Aprendre a ges onar el temps i els               
recursos, aprendre a resoldre problemes amb els que no t’havies enfrontat mai abans i              
indagar en nous conceptes i coneixements és un gran pas endavant cap al meu futur               




En quant al projecte, la meva intenció és donar un mostrar que els videojocs que presenten                
un atrac u visual, un entreteniment interessant i una sèrie de coneixements sobre una             
matèria concreta són una realitat i s’ha de fomentar el seu ús i producció. Fer entendre que                 
els videojocs no són només un producte d’entreteniment, sinó una eina amb la que és               
possible educar i generar interès per la història, és un dels principals objec us d’aquest              
projecte. A més a més, tal i com es comenta a l’apartat 3.2, suposa un producte innovador,                 
doncs no hi ha moltes produccions en el camp dels videojocs que trac n de la història de                 
Catalunya, menys encara d’un personatge tant desconegut com Arnau Mir de Tost. 
 
Tot i això, degut a que no es tracta d’un producte comercial amb una campanya de                
màrque ng adherida, el ressò que pot tenir el projecte és molt limitat. El projecte no suposa                
cap mena de risc per al públic, doncs es tracta d’un producte d’entreteniment centrat en               
explicar una narració ﬁc cia en un marc històric real, sense entrar en aspectes controver ts              
de la història. Al tractar-se d’un producte d’entreteniment, no podem assegurar que existeixi             
una necessitat especíﬁca per a aquest producte, però una necessitat del públic aﬁcionat als              
videojocs de rebre nous productes d’entreteniment que siguin novedosos i interessants. 
 
Per tant, crec que el producte desenvolupat ajuda en gran mesura a corregir el problema               
plantejar inicialment, però caldrà un moviment molt major per a que aquest problema acabi              
desapareixent. A més, com he esmentat anteriorment, aquest projecte suposa un gran repte             
i passió personal, pel que he dedicat un gran nombre d’esforços a complir-ne els objec us               
establerts. Per tant, la puntuació en aquest aspecte és de 16. 
 
Com ja he comentat, els riscos que suposa el producte i el seu ús cap a grups de la població                    
és no existent i el producte tampoc suposa un risc cap a la salut o en el sen t de que crei                     
algun  pus de dependència. Per tant, la puntuació en quant als riscos socials és de -1. 
12.4. Matriu de  sostenibilitat 
Taula 8. Matriu de Sostenibilitat. 
Sostenibilitat Econòmica Ambiental Social Total 
PPP 8 9 10 27 
Vida útil 12 18 15 45 
Riscos -1 0 -1 -2 








Com a conclusió del projecte, puc aﬁrmar que tots els objec us inicials que vaig plantejar a                
la planiﬁcació del projecte han estat assolits amb èxit. S’ha desenvolupat una Aventura             
Gràﬁca 3D que compleix amb tots els requisits d’un videojoc comercial d’aquestes            
caracterís ques: narra va, exploració, trencaclosques i diàlegs. El joc aconsegueix explicar          
una història ﬁc cia en un marc històric real, donant a conèixer el personatge d’Arnau Mir de                
Tost i les seves primeres gestes. El codi del projecte és àmpliament reu litzable, ja que la                
major part dels sistemes desenvolupats es podrien fer servir en altres Aventures Gràﬁques             
similars. Per úl m, la gran majoria dels recursos 3D han estat desenvolupats per l’estudiant,              
seguint un es l visual original i atrac u. 
 
El projecte m’ha servit per a consolidar els meus coneixements sobre el desenvolupament             
de videojocs i per a apreciar molt més el valor dels videojocs desenvolupats per pe ts               
equips. Sovint, aquests videojocs semblen menys treballats o ambiciosos, però el           
desenvolupament és molt més original i personal que en grans produccions. També he après              
la diﬁcultat que representa oferir un producte al públic i que aquest no el percebi o disfru                  
de la manera que havies planejat. Per això, l’ajuda del feedback de companys que han jugat                
al videojoc com a QA Testers m’ha ajudat molt a veure quins  pus de con nguts eren més                 
interessants, des de punts de vista molt diversos. 
 
Aquest projecte també m’ha servit per adonar-me d’errors comuns propis i m’ha donat             
l’oportunitat per a reﬂexionar-hi i actuar per a corregir-los. Aquí la presència dels QA Testers               
també ha ajudat molt, doncs al tenir cada usuari la seva pròpia visió del joc, cada un                 
intentarà jugar-hi d’una manera i això ha ajudat a trobar certs errors que no s’haurien pogut                
detectat si no s’hagués comptat amb aquests nous punts de vista. 
 
Un altre concepte important que he après durant el desenvolupament d’aquest projecte és             
la importància de la qualitat sobre la quan tat. Per tal d’evitar que l’experiència d’usuari es               
trenqui degut a con nguts repe  us, cal aconseguir que cada secció del joc apor              
originalitat i experiències úniques. 
 
L’experiència adquirida en el desenvolupament d’”Àger, una Aventura Gràﬁca 3D” ha estat            
ines mable i m’ha ajudat a consolidar el meu desig per a seguir dedicant-me             








14. Futures millores 
Totes les fases de desenvolupament del videojoc s’han pogut dur a terme sa sfactòriament.             
Tot i això, el joc podria encara ser millorat de moltes maneres. Amb el temps suﬁcient, es                 
podrien subs tuir els models desenvolupats amb MagicaVoxel per alters desenvolupats amb           
Blender, consolidant així l’es l visual del joc. Alguns sistemes del joc també es podrien              
reﬁnar per a ser més extensibles o reusables, com podria ser el cas del sistema               
d’Interaccions, per donar lloc a més i millors  pus de puzzles. Un altre aspecte que no s’ha                 
pogut reﬁnar degut a la falta de temps podria ésser el ﬂux d’escenes, ja que actualment                
l’extensibilitat és millorable. 
 
Des d’un punt de vista més centrat en el con ngut, m’hauria agradat poder fer una recerca                
més profunda sobre l’època i els personatges representats (entrant en contacte amb            
historiadors i similars), per tal de millorar-ne el realisme, poder afegir més referències a              





























































































































































































































































































































































































Figures 146 i 147: Models de l’emblema del picot negre i una torxa 
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