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2.	Generate	 given	 	and	 	
3.	Calculate	 	from	(4.3)	
4.	Generate		 	given	 	and		 	  
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Vectorized	with	NumPy	and	in	a	loop		 	 	 	 	 	 (4.5)	
import numpy as np        
 
## set up of the parameters 
spot = 41.0 
strike = 40.0 
expiry = 1.0 
rate = 0.08 
sigma = 0.30 
M = 50000 
 
## The main simulation loop 
spotT = np.empty((M, )) 
callT = np.empty((M, )) 
 
for i in range(M): 
    z = np.random.normal(size=1)   ## pseudorandom numbers 
    spotT[i] = spot * np.exp((rate - 0.5 * sigma * sigma)* expiry + sigma * n
p.sqrt(expiry) * z) 
    callT[i] = np.maximum(spotT[i] - strike, 0.0) 
 
price = np.exp(-rate * expiry) * callT.mean() 
print("The Call Option Price is: {0:.3f}".format(price)) 
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Fully	Vectorized	NumPy	 	 	 	 	 	 	 	 	 (4.6)	
 
import numpy as np 
 
spot = 41.0 
strike = 40.0 
expiry = 1.0 
rate = 0.08 
sigma = 0.30 
M = 1000000 
z = np.random.normal(size=M) 
spotT = spot * np.exp((rate - 0.5 * sigma * sigma)* expiry + sigma * np.sqrt(
expiry) * z) 
callT = np.maximum(spotT - strike, 0.0) 
	 11	
price = np.exp(-rate * expiry) * callT.mean() 
print("The Call Option Price is: {0:.3f}".format(price)) 

















































Example	(save	module	as	helloworld.py):	 	 	 	 	 	 (4.7)	  
    
def saying_hello(): 
    ## Block belonging to the function 
    Print(‘hello world’) 
    ## End of the function 
 
saying_hello()  ## Calling the function 
 
$ python helloworld.py 
 









































	 	 	 	 	 	 myObject	 	 	 	 	 (4.9)	
	
																		












































class World:         (5.0)	
    pass   ## This is an empty block of code 
 

























class World:         (5.1) 
    def hello_world(self): 
  print(‘Hi. How is it going?’) 
 
w = World() 
w.hello_world()   













	class World:         (5.2) 
    def __init__(self, name): 
   self.name = name 
    def hello_world(self): 
  print(‘Hi. My name is’, self.name) 
 
w = World(’Earth’) 
w.hello_world()   
















































































class FamilyMember:        (5.3) 
 ## Represents any family member 
    def __init__(self, name, age): 
   self.name = name 
   self.age = age 
   print(‘ (Initialized FamilyMember: {})’.format(self.name)) 
       
    def tell(self): 
 ## Tell my details 
   print(‘Name:”{}” Age:”{}”’ .format(self.name, self.age), end=” “) 
 
class Father(FamilyMember): 
  ## Represents a father 
    def __init__(self, name, age, salary): 
        FamilyMember.__init__(self, name, age) 
   self.salary = salary 
             print(‘ (Initialized Father: {})’.format(self.name)) 
    def tell(self): 
   FamilyMember.tell(self) 




       ## Represents a son 
    def __init__(self, name, age, toy): 
   FamilyMember.__init__(self, name, age) 
   self.toy = toy 
   print(‘ (Initialized Son: {})’.format(self.name)) 
 
    def tell(self): 
   FamilyMember.tell(self) 
   print(‘Toy: “{.d}”’.format(self.toy)) 
 
f = Father(‘Mr. Davis’, 50, 50000) 
s = Son(‘Ronald’, 10, 200) 
 
# Print a blank line 
print() 
 
members = [f, s]  
For member in members: 





(Initialized FamilyMember: Mr. Davis) 
(Initialized Father: Mr. Davis) 
(Initialized FamilyMember: Ronald) 
(Initialized Son: Ronald) 
Name:”Mr. Davis” Age:”50” Salary:”50000” 





















class MyClass(Superclass1, Superclass2, Superclass3,…):  (5.4) 
    def __init__(self): 
   Superclass1.__init__(self) 

























































































































	 	 	 	 	 	 	 	 	 	
	 	 	
														 	 	 	 	 	 	 	 	 	 		 	




































































def f(x):          (5.9) 
    return x**2-x 
 
def integrate_f(a, b, N): 
    s = 0  
    dx = (b-a)/N 
    for i in range(N): 
        s += f(a+i*dx) 
 




def f(double x):         (6.0) 
    return x**2-x 
 
def integrate_f(double a, double b, int N): 
    cdef int i  
    cdef double s, dx 
    s = 0  
    dx = (b-a)/N 
    for i in range(N): 
        s += f(a+i*dx) 
 
























def fib(n):          (6.1) 
    a, b = 0.0, 1.0 
    for i in range(n): 
        a, b = a + b, a 
    return a 
	
C:	
double cfib(int n) {          
    int i; 
    double a=0.0, b=1.0, tmp; 
    for (i=0; i<n; ++i) { 
        tmp = a; a = a + b; b = tmp; 
    } 





def fib(int n):           
    cdef int i 
    cdef double a=0.0, b=1.0 
    for i in range(n): 
        a, b = a + b, a 































   # make a call option                                                            (6.2) 
  the_call_payoff = payoff.VanillaCallPayoff(40.0) 
   the_call = option.Option(1.0, the_call_payoff) 
 	
	   # make a put option 
   the_put_payoff = payoff.VanillaPutPayoff(40.0) 
   the_put = option.Option(1.0, the_put_payoff) 
 	
	   # make a Monte Carlo Heston engine 
   sigmav = 0.61 
  kappa  = 6.21 
  theta  = 0.019 
  rho    = -0.70 
  nsteps = 100 
  nreps  = 10000 
   mc_engine = engine.MCHestonEngine(500, 50) 
	 30	
 	
	   # make a basic market data handle 
   mdata = marketdata.MarketData(41.0, 0.08, 0.30, 0.0) 
 	
	   # price the options 
   opt1 = facade.OptionFacade(the_call, mc_engine, mdata) 
   opt2 = facade.OptionFacade(the_put, mc_engine, mdata) 
   print("The value of the call option is: {0:0.3f}".format(opt1.price())) 
   print("The value of the put option is: {0:0.3f}".format(opt2.price())) 
   
  Output: 6.8061 









































































































	 	 	 	 	 	 	 	 	 	 	 (6.4)	 	
	 	 	 	
	
Note:	Not	all	classes	in	this	illustration	are	implemented.	Some	are	only	used	as	place-holders	
to	signify	some	of	the	different	possibilities	we	could	execute	with	our	program.	
	
	
With	respect	to	the	Facade,	we	can	clearly	see	the	has-a(n)	relationship	at	work	between	the	
Facade	and	Strategy	as	we	now	see	that	our	Facade	abstracted	away	from	the	Strategy.	So,	
allow	us	to	take	a	closer	look	at	the	Strategy.	In	an	effort	to	maintain	simplicity,	we	will	divide	
the	analysis	of	the	Strategy	into	three	portions:	Option,	MarketData	and	PricingEngine.		
	
Option	 	
	
Our	Option	is	quite	simple.	It	simply	contains	two	Cython	functions,	option	and	payoff.	We	
created	two	properties	of	classes	within	the	option	class,	the	expiry	and	strike	class.	The	
properties	behave	and	appear	like	regular	attributes	but,	you	equip	procedures	that	control	
access	to	the	attributes.	We	then	return	the	payoff.	It’s	worth	mentioning	that	we	utilize	self	
throughout	all	of	the	Malik	program	so	that	when	we	create	a	class	instance	of	class	name	and	
call	its	methods,	it	will	be	passed	instinctively.	Now,	let	us	take	a	step	back	to	the	payoff	for	a	
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moment.	We	separated	the	payoff	so	that	it	has	its	own	file	in	the	interest	of	future	endeavors.	
Let’s	explore	the	payoff	for	a	moment.	
	
The	payoff	is	not	that	much	different	from	option	in	the	sense	of	structure.	We	simply	define	
more	elements.	In	the	payoff	contains	three	Cython	functions	for	three	classes:	Payoff,	
VanillaCallPayoff	and	VanillaPutPayoff	where	Payoff	is	a	base	class	for	option	payoffs,	
VanillaCallPayoff	is	a	concrete	class	for	the	vanilla	call	option	payoff	and	VanillaPutPayoff	is	a	
concrete	class	for	the	vanilla	put	option	payoff.	We	import	Numy	and	cimport	NumPy	to	
vectorize	our	program	by	having	access	to	NumPy	Python	functions	and	NumPy	C	API.	We	
utilize	the	special	method	__init__()	and	create	a	property	for	the	strike	within	the	payoff.	We	
take	advantage	of	using	the	Cpdef	statement	so	functions	can	be	quick	as	we	are	calling	from	
other	Cython	code	for	both	the	VanillaCallOption	and	the	VanillaPutOption.	We	then	return	the	
result.	
	
MarketData	
	
MarketData	consists	of	two	Cython	functions	for	our	two	classes	MarketData	and	HestonData,	
where	HestonData	inherits	from	MarketData.	MarketData	is	a	class	that	holds	market	data	for	
option	pricing.	The	HestonData	is	a	class	that	holds	market	data	and	estimated	parameters	for	
the	Heston	model.	Both	MarketData	and	HestonData	utilize	class	instantiation	and	each	class	
defines	a	special	method	__init__()	where	we	have	input	many	arguments	that	yielded	more	
flexibility.	The	arguments	in	MarketData	such	as	self,	spot,	rate,	div,	etc.	were	inherited	by	the	
HestonData	and	then	the	HestonData	adds	its	arguments	such	as	kappa,	theta,	rho,	etc.	for	the	
estimation	parameters	for	the	Heston	model.	Next,	we	utilized	properties	for	each	argument	
within	MarketData	and	HestonData	with	HestonData	inheriting	from	MarketData	and	
expanding	its	properties.	
	
PricingEngine	
	
Because	the	PricingEngine	utilizes	multiple-inheritance	abstraction	and	composition,	needless	
to	say,	it	gets	fairly	complicated	extremely	quick.	So,	in	an	effort	to	minimize	any	confusion,	we	
shall	be	brief	and	provide	an	extremely	broad	overview	of	our	pricing	engine.	To	begin,	from	
libc.math	we	cimported	exp	as	cexp,	sqrt	as	csqrt,	from	scipy.stats	we	imported	binom	and	
then	we	imported	NumPy	and	cimported	NumPy.	We	utilized	the	learnings	from	prior	
programming	chapters	to	create	and	define	multiple	pricing	engines	that	interact	in	an	OO	
environment	where	we	have	base,	interface	and	concrete	classes	that	have	declared	regular	C	
ints,	floats,	and	doubles	from	which	the	option	price	is	derived.		
	
Now	that	we	have	had	some	insight	into	what	is	behind	the	veil	of	the	Malik	program,	we	can	
see	how	the	Facade	and	Strategy	compliment	our	Cython	financial	program.	We	can	discern	
how	the	structure	or	layout	of	the	program	is	vital	for	its	success	and	implementation.	We	are	
able	to	have	access	to	key	areas	without	too	much	hassle	and	distinctly	be	able	to	make	
changes	and	see	how	those	changes	will	affect	our	program.	Ultimately,	it	provides	us	with	
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accessibility	to	each	aspect	of	our	program	in	a	structured	manner	that	is	easy	to	visualize	and	
see	how	things	interact.	
	
12.	Conclusion	
	
The	Heston	model	was	successfully	modeled	by	the	Malik	Cython	program	in	conjunction	with	
Euler’s	discretization	scheme	in	a	simple	Monte	Carlo	engine	and	in	doing	so,	we	have	
remedied	some	inefficiencies	and	patterns	expressed	by	the	Black-Scholes	model,	namely	by	
allowing	for	the	‘smile’	by	defining	the	volatility	as	a	stochastic	process.	While	the	Heston	
model	is	widely	recognized,	the	program	for	which,	the	model	was	programmed	in	is	what	is	
truly	unique	and	beneficial	to	the	financial	industry.	
	
Having	implemented	the	Heston	model	in	object-oriented	Cython	is	what	should	entice	the	
financial	industry	into	making	Cython	the	normal	programming	language	for	the	vast	majority	
of	their	operations.	It	provides	the	simplicity	or	user-friendliness	of	Python,	all	the	while,	
providing	C	performance.	It	literally	is…the	best	of	both	worlds	as	demonstrated	by	the	
implementation	of	the	Heston	model	by	the	Malik	program.	Cython	proves	to	be	beneficial	to	
programmers	and	the	Malik	program	by	increasing	computational	efficiency	and	developer	
velocity.	
	
Assuming	you	are	utilizing	Cython	for	the	“right”	purpose,	it	is	just	as	efficient	as	the	
programming	language	it	calls	and	the	Malik	program	is	the	right	purpose.	We	could	have	used	
pure	Python	to	model	the	Heston	but,	the	loss	of	computational	efficiency	is	not	advantageous	
to	the	Malik	program	nor	any	other	mathematically	complex	model	especially	financial	models	
use	by	the	financial	sector	for	which,	utilize	complex	mathematical	formulations	to	price	
similarly	complex	options.	The	increase	in	developer	velocity	stemming	from	OO	Cython	and	
the	Malik	program	are	substantial.	Not	only	does	it	allow	for	code	reuse	which,	boosts	
productivity,	it	is	also	blazingly	quick	too.	Tapping	into	some	of	Python’s	hidden	powers	are	as	
simple	as	adding	c’s	before	def	and	that	is	not	even	the	best	part.	The	best	aspect	of	OO	Cython	
and	the	Malik	program	is	it’s	ease	of	construction.	
	
Not	only	was	the	coding	for	the	Malik	program	simple	and	straightforward	but,	it’s	expansion	
capabilities	are	endless.	It	provides	the	optionality	of	expansion	without	recoding	anything.	It	is	
as	simple	as	the	addition	of	classes,	subclasses	and	its	calculation	formula.	This	will	not	have	
any	detrimental	effects	on	the	client.	They	will	only	see	what	you	allow	them	to	see.	The	added	
benefit	is	that	the	client	has	the	ability	to	price	different	options.	This	program	in	conjunction	
with	Cython,	can	be	whatever	you	want.	We	could	have	it	pull	data	from	Bloomberg	or	CNBC	
Finance	or	whatever	data	source	we	saw	fit.	Any	way	you	look	at	it,	you	cannot	go	wrong	with	
OO	Cython	or	the	Malik	program	as	they	are	both	in	the	money.		
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Appendices			
	 	
Appendix	A	
	
To	view	code	for	this	thesis,	please	visit	https://github.com/brandonhardin	
