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Laitossuunnittelutiedon siirto on murroksessa. Laitossuunniteluprojektien osapuo-
lien on kyetta¨va¨ vaihtamaan suunnittelutietoa keskena¨a¨n vaivattomasti ja ha¨vio¨tta¨.
Jos kaikki suunnitteluosapuolet eri suunnitteluosa-alueilta ka¨ytta¨isiva¨t samaa lai-
tossuunnitteluohjelmistoa, ongelmaa ei olisi, mutta ka¨yta¨nto¨ on toinen. Laitossuun-
nitteluohjelmistojen va¨linen tiedonsiirto voidaan yhdenmukaistaa siten, etta¨ ohjel-
mistoihin toteutetaan standardin mukainen rajapinta. Standardin mukaisten suun-
nitteludokumenttien arvoa voidaan lisa¨ta¨ ja suunnittelutyo¨ta¨ automatisoida tarjoa-
malla suunnittelutieto tunnetun ja avoimen rajapinnan kautta. Ongelman ratkaise-
miseksi ka¨ytettiin toimintatutkimusmenetelma¨a¨, jossa teoria ja ka¨yta¨nto¨ kulkevat
ka¨sika¨dessa¨.
Aluksi selvitettiin suunnittelutiedonsiirtoon soveltuvat standardit. Standardeista va-
littiin ISO 15926 standardiin perustuva DEXPI-spesifikaatio (Data Exchange in the
Process Industry). Ta¨ha¨n spesifikaatioon pa¨a¨dyttiin, koska sita¨ kehiteta¨a¨n aktiivi-
sesti ja sen toteuttaminen on aloitettu useammassa laitossuunnitteluohjelmistossa.
Lisa¨ksi ta¨ma¨ spesifikaatio soveltuu prosessi- ja automaatiosuunnittelmien graafisen
tiedon ja metatiedon siirta¨miseen. Ta¨ssa¨ tyo¨ssa¨ kehitettiin metriikka laitossuunnit-
teluohjelmistoista tuotujen suunnitteludokumenttien rakenteellisen kypsyyden ar-
viointiin. Ta¨ssa¨ tyo¨ssa¨ kypsyydella¨ tarkoitetaan miten dokumentin rakenne nou-
dattaa spesifikaatiossa ma¨a¨ritettya¨ rakennetta. Spesifikaation toteutumista laitos-
suunnitteluohjelmistoissa seurattiin aktiivisuustaulukon avulla. Standardin mukais-
ta suunnitteludokumenttia voidaan hyo¨dynta¨a¨ myo¨s laitteistorajapinnassa OPC UA
-standardin (OPC Unified Architecture) avulla. Muunnnos standardien mukaisten
dokumenttien va¨lilla¨ voidaan automatisoida metamallinnus- ja mallimuunnosteknii-
koiden avulla.
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ABSTRACT
JANNE-JOONASMANTSINEN: Standard based Information Exchange in Process
and Automation Engineering
Tampere University of Technology
Master of Science thesis, 84 pages, 10 Appendix pages
October 2017
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Major: Process Automation
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The exchange of plant engineering information is in transition. The parties involved
in plant design projects must be able to exchange design information easily and
without losing data. If all design partners from different design areas would use the
same plant design software, the problem would not be, but the practice is the other.
The data transfer between the plant design softwares can be harmonized in such a
way that the standard interface is implemented for the software. The value of the
standard design documents can be increased and the design work automated by
providing design information through a well-known and open interface. An action
research method was used to solve this problem, where theory and practice go hand
in hand.
At first, the standards applicable to the design data transfer were investigated. From
the standards, the ISO 15926 based DEXPI (Data Exchange in Process Industry)
spesification was selected. This specification was chosen because it is being developed
actively and its implementation has been started in several plant design programs.
In addition, this specification is suitable for process and automation planning for
transferring graphic information and metadata. In this work, a metric for the eva-
luation of the maturity of the engineering document structure exported from plant
desing program was developed. In this context maturity means how the structure
of a document conforms to a structure defined in spesification. Implementation of
specification in plant design software was monitored using the activity matrix. The
standard design document can also be used in the hardware interface using OPC
UA (OPC Unified Architecture). The transformation of standard documents can be
automated with meta-model and model transformation techniques.
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xLYHENTEET
CAEX Computer Aided Engineering Exchange on IEC 62424 -standardin
ma¨a¨rittelema¨ neutraali tietomalli ja formaatti hierarkisen laitos-
suunnitelutiedon tallentamiseen ja siirta¨miseen.
CDD Common Data Dictionary on era¨a¨nlainen standardin ma¨a¨rittelema¨
yleinen tesaurus, johon koottu toimialakohtaiset konseptit menetel-
mien ja tietomallin perusteella.
CHR Constraint Handling Rules on ylemma¨n tason ohjelmointikieli, jo-
ta voidaan ka¨ytta¨a¨ muun muassa mallimuunnoksiin. Sita¨ voidaan
ka¨ytta¨a¨ myo¨s laajennoksena toisessa ohjelmointikielessa¨.
CSV Comma-Separated Values on tekstitiedosto, jossa taulukkomuotois-
ta tietoa tallennetaan pilkuilla erotellen ja rivinvaihdoin.
DEXPI Data Exchange for the Process Industry on hanke, jonka tavoittee-
na on kehitta¨a¨ tiedonsiirtostandardia prosessiteollisuuden tarpeisiin
laitoksen elinkaaren na¨ko¨kulmasta.
EPC Engineering-Procurement-Construction on yhteisnimitys laitoksen
toimitusprojektin suunnittelu-, hankinta- ja rakennusosapuolille. Mui-
ta toimitusprojektin osapuolia ovat muun muassa ja¨rjestelma¨toimit-
taja ja omistaja-operaattori.
EPL Eclipse Public License on oikeudellinen sopimus, jolla hallinnoidaan
sen alle lisenssioitua materiaalia, kuten esimerkiksi ohjelmistoja.
HTML Hyper Text Markup Language on standardi kuvauskieli verkkosivu-
jen ja -sovellusten kehitta¨miseen.
IEC International Electrotechnical Commission on voittoa tavoittelema-
ton sa¨hko¨alan standardardointi oraganisaatio.
ISO International Organization for Standardization on kansainva¨linen
standardointi organisaatio.
MOF Model Object Facility on OMG:n standardi mallipohjaiselle suun-
nittelulle. Se ma¨a¨ritta¨a¨ nelitasoisen arkkitehtuurin metamallintami-
selle. Mallintamisessa voidaan ka¨ytta¨a¨ UML-mallinnuskielta¨.
OCL Object Constraint Language on OMG:n ma¨a¨rittelema¨ mallinnuskie-
li.
OMG Object Management Group on kansainva¨linen voittoa tavoittelema-
ton teknologiakonsortio, joka kehitta¨a¨ standardeja mallinnuksen tar-
peisiin.
xi
OPC OPC Foundation on teollisuuskonsortio, joka kehitta¨a¨ ja ylla¨pita¨a¨
standardeja teollisuusautomaation ja¨rjestelmien ja laitteiden yhteen-
sopivuuden na¨ko¨kulmasta.
OWL Web Ontology Language on kuvauskieli tiedon esitta¨miselle ontolo-
gioiden avulla.
PandIX Piping and Instrumation Diagram Exchange on metamalli laitoksen
prosessiautomaation funktionaalisen rakenteen kuvaamiseen.
PCA POSC Caesar Association on voittoa tavoittelematon ja¨senorgani-
saatio, joka pyrkii edista¨ma¨a¨n ohjelmistojen ja tiedon yhteenso-
pivuutta kehitta¨ma¨lla¨ avoimia spesifikaatioita ka¨ytetta¨va¨ksi osana
standardeja.
PI-kaavio Putki- ja instrumentointikaavio on prosessiteollisuuden toimituspro-
jektien ta¨rkein suunnitteludokumentti. Se muun muassa esitta¨a¨ pro-
sessilaitteiston, materiaalivirrat seka¨ miten ja milla¨ na¨ihin virtoihin
voidaan vaikuttaa.
PLC Programmable Logic Controller eli ohjelmoitava logiikka on teolli-
suusprosessin hallintaan ka¨ytetty tietokone.
QVT Query, View and Transformation on OMG:n ma¨a¨rittelema¨ joukko
standardeja mallimuunnoksille.
RDF Resource Desciption Framework on W3C:n spesifikaation ma¨a¨rit-
telema¨ semanttinen tietomalli.
RDL Reference Data Library on era¨a¨nlainen kirjasto, joka koostuu ISO
15926 standardin osassa 4 ma¨a¨ritellyista¨ luokista ja osassa 7 ma¨a¨ritel-
lyista¨ luokkapohjista.
RDS Reference Data Service on palvelu, jonka avulla pa¨a¨sta¨a¨n ka¨siksi
RDL:a¨a¨n
SCADA Supervisory Control And Data Acquisition on valvomo-ohjelmisto,
jolla voidaan seurata ja ohjata prosessia.
SCL Simantics Constraint Language on Haskellin kaltainen funktionaa-
linen ohjelmointikieli. Kehitetty Simantics-alustaa varten.
STEP Standard for the Exchange of Product model data on akronyymi
standardille ISO 10303, jota ka¨yteta¨a¨n alusta- ja ohjelmistoriippu-
mattomaan tuotetiedon tiedonsiirtoon ja esitta¨miseen.
STL Simantics Transformation Language on Simantics-alustan mallimuun-
noskieli.
SOA Service-Oriented Architecture eli palvelukeskeinen arkkitehtuuri
SPARQL SPARQL Protocol And RDF Query Language
xii
UA Unified Architecture on alusta riippumaton palvelukeskeiseen ark-
kitehtuuriin perustuva viestinta¨protokolla.
UML Unified Modelling Language on yleisluonnollinen, mutta standardoi-
tu, graafinen mallinnuskieli eritoten ohjelmistokehityksen tarpeisiin.
URI Uniform Resource Identifier on merkkijono resurssin yksilo¨intiin.
URL Uniform Resource Locator on URI, mutta sita¨ ka¨yteta¨a¨n web-resurs-
sien yksilo¨intiin. Esimerkiksi verkkosivujen osoitteet ovat URL:eja
W3C World Wide Web Consortium on kansainva¨linen ja¨rjesto¨, joka ke-
hitta¨a¨ web-standardeja.
XMI XMLMetadata Interchange on MOF-pohjaisten mallien XML-seriali-
saatio tiedonsiirtoa varten.
XML Extensible Markup Language on W3C:n standardoima rakenteelli-
nen kuvauskieli. Ka¨yteta¨a¨n muun muassa tiedon tallentamisen ja
tiedonsiirron formaattina.
XSD XML Schema Definition on XML skeemakieli, jota voidaan ka¨ytta¨a¨
esimerkiksi XML-dokumentin rakenteen ma¨a¨ritta¨miseen.
XSLT Extensible Stylesheet Language Transformation on muunnoskieli
XML-dokumenttien rakenteen tai formaatin muuttamiseksi.
11. JOHDANTO
1.1 Motivointi
Prosessiteollisuuden suunnitteluohjelmistot ja toimitusprojektin osapuolet ovat vail-
la yhteisesti hyva¨ksyttya¨ tapaa vaihtaa suunnittelutietoa keskena¨a¨n. Laitossuunnit-
teluprojektiin osallistuu suunnittelijoita eri suunnittelun osa-alueilta. Na¨ista¨ jokai-
sella voi olla ka¨yto¨ssa¨a¨n toisistaan eria¨va¨t laitossuunnitteluohjelmistot ja suurim-
malla osalla suunnitteluohjelmistotoimittajista ei ole tarjota kaikkia projektin osa-
alueita kattavaa tyo¨kalua tai kokoelmaa tyo¨kaluja. Ongelman ytimessa¨ ovat ohjel-
mistokehitta¨jien toisistaan eria¨va¨t tavat toteuttaa tietorakenteita ja -formaatteja,
seka¨ kypsa¨n ja hyva¨ksi todetun standardin puute.
Era¨s keino la¨hestya¨ edella¨ esitettya¨ ongelmaa on standardisointi eli sovitaan yhden-
mukaisista toimintatavoista ja edisteta¨a¨n yhteensopivuutta. Suunnitteluohjelmisto-
jen na¨ko¨kulmasta ta¨ma¨ tarkoittaa avoimen rajapinnan, esimerkiksi yhdenmukaisen
tiedonsiirtoformaatin, ma¨a¨rittelya¨. Standardi yksista¨a¨n ei voi pakottaa keta¨a¨n nou-
dattamaan sita¨, silla¨ standardit eiva¨t ole lakeja, mutta laki voi velvoittaa noudat-
tamaan standardeja. Laitossuunnittelutiedonsiirrolle on esitetty standardeja, mutta
niita¨ ei ole otettu yleisesti ka¨ytto¨o¨n. Syyna¨ voivat olla standardin puutteellisuus,
monimutkaisuus tai ohjelmistokehitta¨jilla¨ ei ole kiinnostusta implementoida niita¨
ja¨rjestelmiinsa¨ edella¨ esitetyista¨ syista¨ tai kilpailullisista syista¨. Ohjelmistotoimit-
tajat voivat tarkoituksenmukaisesti suojata heida¨n ohjelmistoilla tehdyt suunnitel-
mat ja ohjelmistorajapinnat, ja siten sitouttaa asiakkaat ka¨ytta¨ma¨a¨n omia tuotteita
(vendor lock-in).
Sitouttamisen seurauksena suunnitteluohjelmistojen ka¨ytta¨jien on hankala siirtya¨
ka¨ytta¨ma¨a¨n eri ohjelmistoja esimerkiksi yritysostojen yhteydessa¨. Siirtyminen on
hankalaa, koska suunnittelutietokannat eiva¨t ole avoimia ja muiden ohjelmistoke-
hitta¨jien suunnitteluohjelmistot eiva¨t va¨ltta¨ma¨tta¨ tue vieraita tallennusformaatteja.
Avoin pa¨a¨sy suunnittelutietoon avaa uusia ovia innovaatioille. Uusia ratkaisuja on
jo kehitteilla¨ sunnittelutietoon perustuen. Suunnittelutietokantaa voidaan ka¨ytta¨a¨
muun muassa koneoppimissovelluksissa suunnittelun automatisointiin, suunnitel-
mien virhetarkasteluihin, ka¨ytetta¨va¨n lattia pinta-alan optimointiin seka¨ materi-
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aalien ka¨yto¨n minimointiin.
Era¨s mahdollinen motivaatiotekija¨ yhdenmukaisen formaatin kehitta¨miselle ja ka¨y-
to¨lle on ajan sa¨a¨sta¨minen, mika¨ puolestaan tarkoittaa rahallista sa¨a¨sto¨a¨. Teolli-
suuden prosessisuunnittelun tuotoksena syntyva¨ putkisto- ja instrumentointikaavio
(PI-kaavio) on keskeinen dokumentti laitossuunnittelun eri vaiheissa. PI-kaaviota
ka¨yteta¨a¨n perustana sa¨hko¨- ja automaatiosuunnittelussa seka¨ putkisto- ja laite-
suunnittelussa. Jos suunnittelun eri osapuolilla ei ole ka¨yto¨ssa¨a¨n tyo¨kaluja, jotka
kykeneva¨t siirta¨ma¨a¨n tietoa keskena¨a¨n, ta¨ma¨ tarkoittaa ka¨yta¨nno¨ssa¨ suunnittelu-
tiedon ka¨sin kopioimista. Yhdenmukaisuus ja avoimuus ovat askel eteenpa¨in suun-
nittelutiedon siirta¨misen ja suunnitteluprosessin automatisoinnille, ja siten myo¨s
era¨s mahdollisuus sa¨a¨sta¨a¨ laitosprojektin kustannuksissa, niin sa¨a¨stettyjen suun-
nittelutyo¨tuntien kuin pienentyneiden materiaalima¨a¨rien muodossa. Saavutetuilla
sa¨a¨sto¨illa¨ on myo¨s vaikutus ympa¨risto¨a¨ kuormittaviin tekijo¨ihin.
1.2 Tavoitteet ja rajaus
Ta¨ma¨ diplomityo¨ on osa VTT:n koordinoimaa Engineering Rulez -hankekokonai-
suutta, johon osallistuvia osapuolia ovat PSK Standardisointi, Po¨yry, Fortum, Outo-
tec, Fennovoima, Prosys, Semantum, Masinotek, EQUA seka¨ Aalto-yliopisto. Lisa¨a¨
tietoa hankkeesta voi lukea la¨hteista¨ [99, 114].
Ta¨ssa¨ diplomityo¨ssa¨ tutustutaan prosessi- ja automaatiosuunnittelun tiedonsiirron
standardeihin. Ka¨sitelta¨va¨t standardit ma¨a¨ritteleva¨t suunnittelutiedolle metamallin
seka¨ tallennusformaatin. Tarkastelu on rajattu PI-suunnittelutiedon siirtoon suun-
nitteluohjelmistosta toiseen seka¨ suunnitteluohjelmistosta laitteistorajanpintaan.
DEXPI (Data Exchange for the Process Industry) [18] on saksalaisen teknisen tutki-
muslaitoksen DECHEMA:n ProcessNet-hankkeen tyo¨ryhma¨, joka kehitta¨a¨ DEXPI-
spesifikaatiota kansainva¨lisen ISO (International Organization for Standardization)
15926-standardin ja Proteus-skeeman pohjalta. Proteus on Fiatech:n [25] IIMM-
projektin [26] (Information models for Process and Instrumentation Diagrams) XML-
skeematoteutus1 (Extensible Markup Language) standardin ISO 15926 laatimasta
tietomallista. Tyo¨ssa¨ paneudutaan seuraaviin kysymyksiin:
• Mitka¨ ovat PI-suunnittelutiedonsiirtoon soveltuvat standardit?
• Mika¨ on suunnitteluohjelmistojen valmius tukea DEXPI-spesifikaatiota?
• Miten puolirakenteellisten dokumenttien kypsyytta¨ voidaan arvioida?
1XML-skeemalla ma¨a¨riteta¨a¨n XML-dokumentin rakenne, sisa¨lto¨ ja semantiikka.
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• Miten Proteus/DEXPI-malli muunnetaan OPC UA -malliksi?
Suunnitteluohjelmistojen valmiutta tutkitaan avoimesti saatavilla olevien esimerkki-
tapauksien avulla. Valmiuden tarkastelu tehda¨a¨n seuraamalla ohjelmistotoimittajien
aktiivisuutta ja tutkimalla suunnitteluohjelmistoista tuotujen tiedostojen rakennet-
ta tyo¨ssa¨ kehitetta¨va¨n rakennemittarin avulla. Lisa¨ksi toteutetaan muunnostyo¨kalu,
jolla voidaan automaattisesti muuntaa Proteus/DEXPI-malli OPC UA -tietomallin
mukaiseksi AdressSpace-malliksi. DEXPI-tietomalli on laadittu silma¨lla¨ pita¨en suun-
nittelutiedon siirtoa eri ohjelmistojen va¨lilla¨, pa¨a¨asiassa laitossuunnitteluohjelmis-
tojen kesken. Muuntamalla DEXPI-tietomallin mukainen Proteus-tiedosto (Pro-
teus/DEXPI-malli) OPC UA -tietomallin mukaiseen muotoon, voidaan avata pa¨a¨sy
suunnittelutietoon myo¨s kolmansien osapuolien sovelluksille. Muunnettua tiedos-
toa voidaan ka¨ytta¨a¨ OPC UA -palvelimen alustamiseen ja na¨in tarjota avoimen
standardin mukainen rajapinta suunnittelutietoon, johon on mahdollista pa¨a¨sta¨
ka¨siksi OPC UA -asiakaskoneella. Na¨in ollen laitoksen mallia (PI-kaaviota) voidaan
ka¨ytta¨a¨ era¨a¨nlaisena tiedonlouhinnan, visualisoinnin, koneoppimisen ja pa¨a¨to¨ksen
teon mahdollistajana. Edella¨ esitetyt ajatukset ovat lisa¨ksi relevantteja digitalisaa-
tion na¨ko¨kulmasta, kuten esineiden internetin (Internet of Things, IoT) ja Industry
4.0 na¨ko¨kulmasta.
1.3 Aihepiirin aikaisempi tutkimus
Siltanen ja Pa¨rna¨nen [97] vertailevat standardien ma¨a¨rittelemia¨ tietomalleja liike-
toiminnan, tekniikan ja ka¨ytetta¨vyyden na¨ko¨kulmasta. Holm et al. [40] aukaisevat
lukijalle standardien ISO 15926 ja IEC (International Electrotechnical Commission)
62424 mallikonseptit, seka¨ vertailevat niiden rakenteellisen ja ajallisen tiedon to-
teutuksia. Lisa¨ksi he vertailevat konseptien joustavuutta ka¨ytto¨kelpoisuuden ja laa-
jennettavuuden kannalta. Mahnke et al. [58] vertailevat mallien laajennettavuuden
lisa¨ksi standardien mallinnusfilosofioita ja konkreettisuutta. Mahnke et al. listaavat
seka¨ laitteistorajapinnan kannalta oleellisia tietomallintamisen konsepteja etta¨ milla¨
laajuudella laitteistorajapinnan ma¨a¨ritteleva¨t standardit na¨ita¨ tukevat.
Yhteenvetona edella¨ esitellyista¨ julkaisuista voidaan sanoa, etta¨ ISO 15926 on kesta¨-
nyt hyvin ajan hammasta. Se esiintyy vertailusta toiseen ja saa kiitosta laajasta osa-
alue soveltuvuudesta seka¨ elinkaaritiedon mallinnusmahdollisuudesta. Heikkoutena
silla¨ on mallin kompleksisuus ja hankala laajennettavuus. IEC 62424 on tuoreem-
pi standardi, jonka tavoitteena on kuvata tehtaan hierarkkinen rakenne. Sina¨lla¨a¨n
IEC 62424 kalpenee ISO 15926:lle semantiikan ja elinkaaritiedon implementoin-
nin puutteen vuoksi. Semantiikan puute on korjattu AutomationML:ssa (Auto-
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mation Markup Language), joka ka¨ytta¨a¨ topologian esitta¨miseen standardin IEC
62424 ma¨a¨ritta¨ma¨a¨ XML-skeemaa CAEX:a (Computer Aided Engineering Exchan-
ge). PandIX (Piping and Instrumentation Exchange) on otettu myo¨s osaksi Auto-
mationML:a, mika¨ tuo mukanaan PI-kaavioihin liittyva¨n semantiikan.
Suunnittelutietoa voidaan hyo¨dynta¨a¨ laitteistorajapinnassa OPC UA:n avulla. Ta-
vallisesti tietomalli luodaan OPC UA -palvelimelle ka¨sin, mutta jos ka¨yto¨ssa¨ on
la¨hde- ja tavoitemalli, voidaan muunnos mallien va¨lilla¨ automatisoida. Standar-
din IEC 62424 ma¨a¨rittelema¨ tietomalli ja XML-skeema CAEX on kuvattu OPC
UA -tietomalliksi ja kuvantamisen pohjalta on tehty myo¨s muunnostyo¨kalu [91].
Edella¨ mainittuun standardiin pohjautuva AutomationML on kuvattu OPC UA
-tietomalliksi julkaisussa [39], jonka pohjalta AutomationML e.V. on tehnyt OPC
Foundationin kanssa liittostandardin (companion specification) [9]. DEXPI- ja OPC
UA -tietomallin va¨lille on ta¨ma¨n tyo¨n kirjoitushetkella¨ meneilla¨a¨n liittostandardin
laadintaprosessi. Papakonstantinoun ja Karhelan [76] laatimaa alustavaa kuvausta
mallien va¨lille tullaan hyo¨dynta¨ma¨a¨n ta¨ma¨n tyo¨n muunnostyo¨kalutoteutuksessa.
1.4 Tutkimusmenetelma¨
La¨hestymistapana edella¨ esitettyjen kysymysten ratkaisemiseksi ka¨yteta¨a¨n toimin-
tatutkimusmenetelma¨a¨ (action research). Yksista¨a¨n jo menetelma¨n nimi, toiminta-
tutkimus, kertoo mista¨ ta¨ssa¨ menetelma¨ssa¨ on kyse; lyhyka¨isyydessa¨a¨n toiminnasta
ja tutkimuksesta, eli ka¨yta¨nno¨sta¨ ja teoriasta. Menetelma¨na¨ toimintatutkimus aut-
taa tutkijaa kehittyma¨a¨n tutkimuksensa aihealueessa, koska se vaatii tutkijalta ak-
tiivista ja tietoista itsensa¨ sitouttamista tutkimuksen kontekstiin niin teorian kuin
ka¨yta¨nno¨n na¨ko¨kulmasta. [60]
Toimintatutkimukseen kuuluu yhteistyo¨ niin sanotun ongelman omistajan ja tut-
kijan kesken. Ongelman omistajia voivat olla tutkimusongelman prima¨a¨riosapuolet
joihin ongelma vaikuttaa suoraan, ja/tai sekunda¨a¨riosapuolet joihin ongelma vaikut-
taa va¨lillisesti. Jotta tutkimuksessa saavutettaisiin toimintatutkimuksen kaksinainen
pa¨a¨ma¨a¨ra¨, on osapuolille eduksi toimia yhteistyo¨ssa¨. Ka¨yta¨nno¨n ongelman ratkaisun
ohessa kasvatetaan ymma¨rrysta¨ kohdeja¨rjestelma¨sta¨ ja ammennetaan uutta tietoa.
[60] Tutkijan na¨ko¨kulmasta ongelman omistajia voidaan pita¨a¨ era¨a¨nlaisina toimin-
tatutkimuksessa kehitettyjen ka¨yta¨nno¨n menetelmien ja ratkaisujen validaattoreina.
Kuten arvata saattaa, prosessina toimintatutkimus on iteratiivinen (ks. kuva 1.1(a)).
Jos kehitetty ratkaisu ei la¨pa¨ise validointia, eli ratkaisu ei tyydytta¨va¨sti korreloi on-
gelman omistajan tarpeisiin, on askelmerkkia¨ siirretta¨va¨ ja aloitettava uusintakier-
ros. Uusintakierrokselle voidaan poiketa myo¨s tapauksessa, jossa toimivaa ratkaisua
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halutaan jatkokehitta¨a¨. Sama pa¨tee toimintatutkimuksen teoria osuuteen, jos tut-
kimuskysymyksiin ei olla nykyisella¨ iteraatiokierroksella saatu vastauksia, edeta¨a¨n
uudelle kierrokselle (ks. kuva 1.1(b)).
Kuten MacKay ja Marshall [60] julkaisussaan toteavat, etta¨ toimintatapatutkimuk-
sessa ka¨yta¨nto¨ ja teoria ovat rinnakkaisia, mutta toisistaan riippuvia prosesseja (ks.
kuva 1.1(c)). Kiteytettyna¨ toimintatutkimuksessa osallistuvat osapuolet pyrkiva¨t
ratkaisemaan tieteelliselta¨ pohjalta oikean ela¨ma¨n ongelmia. Teoriaan pohjautu-
via ratkaisuja testataan kohdeja¨rjestelma¨a¨ vasten. Tarvittaessa ratkaisuja jatkoke-
hiteta¨a¨n joko potentiaalisen lisa¨arvon toivossa, tai jos testatulla ratkaisulla ei ollut
toivottua impaktia ka¨silla¨ olevaan ongelmaan. Toimintatutkimus yhdista¨a¨ oikean
ela¨ma¨n ongelmanratkaisumenetelma¨t ja tieteelliset tutkimuskeinot.
Ta¨ssa¨ tyo¨ssa¨ kehitetta¨vien ratkaisujen validoinnissa hyo¨dynneta¨a¨n hankeosapuolia
ja organisaatioita, jotka ovat ajan tasalla ka¨sitelta¨vien mallien kehityksesta¨. Toi-
mintatutkimuksen ajatusta ta¨ma¨n tyo¨n kannalta viela¨ tiivista¨en; ka¨yta¨nno¨ssa¨ ke-
hiteta¨a¨n mallien va¨linen kuvaus niiden taustalla vaikuttavien mallien ja konseptien
pohjalta, ja tyo¨kalu muunnoksen automatisoimiseksi. Tyo¨n eteneminen jaetaan toi-
mintavaiheisiin (action steps), joissa kehitysta¨ vieda¨a¨n eteenpa¨in siten, etta¨ teoria
ja ka¨yta¨nto¨ kulkevat rinnakkain. Toimintavaiheet rakentuvat mallien eri konseptien
va¨lisista¨ kuvauksista teorian ja standardien pohjalta, ja kuvausten kanssa rinnal-
la kehittyva¨sta¨ muunnostyo¨kalu toteutuksesta. Aikaan saadusta kehitystyo¨sta¨ pyy-
deta¨a¨n osapuolilta palautetta ja tehda¨a¨n tarvittaessa korjausliikkeet, ja aloitetaan
palautekierros alusta.
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(a) Ka¨yta¨nno¨n na¨ko¨kulmat toimintatutki-
muksessa.
(b) Tutkimuksen na¨ko¨kulmat toimintatutki-
muksessa.
(c) Ka¨yta¨nno¨n ja tutkimuk-
sen rinnakkaisuus toiminta-
tutkimuksen iteratiivisessa
prosessissa.
Kuva 1.1 Toimintatutkimuksen ka¨yta¨nno¨n ja teorian rinnakkaisuus ja riippuvuus.[60]
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1.5 Tyo¨n rakenne
Ta¨ma¨ diplomityo¨ on jaettu osiin seuraavanlaisesti:
Luku 2 esittelee metamallintamisen tavoitteet seka¨ yleisesti ka¨ytetyt mallin-
tamisen tyo¨kalut ja tekniikat.
Luku 3 esittelee ja vertailee prosessi- ja automaatiosuunnittelun tiedonsiirron
standardeja.
Luku 4 tarkastelee suunnitteluohjelmistotoimittajien kehitysprosessin aktii-
visuutta ja ma¨a¨rittelee suunnittelutiedonsiirrossa ka¨ytetylle formaatille raken-
nemittarin.
Luku 5 ma¨a¨rittelee luvun 2 tietojen avulla, miten metamallit eri ontologioista
voidaan linkitta¨a¨ keskena¨a¨n. Lisa¨ksi ka¨yda¨a¨n la¨pi muunnostyo¨kalutoteutus ja
ka¨ytetyt tekniikat.
Luku 6 kertaa alussa esitetyt laitossuunnittelutiedonhallinnan ongelmia ja
tyo¨ssa¨ esitetyn ratkaisun. Pohdintaa ratkaisun hyo¨dyllisyydesta¨ ja jatkokehi-
tysmahdollisuuksista.
82. METAMALLINTAMISEN TEKNIIKKA
Ta¨ssa¨ luvussa esitella¨a¨n, miten metamallintamista voidaan hyo¨dynta¨a¨ sunnittelu-
tiedon mallintamiseen ja miten tietomalleja voidaan kuvata mallista toiseen.
Moni on kuullut keskustelua keskustelusta eli metakeskustelusta. Metakeskustelua
voi olla esimerkiksi keskustelu aiheesta, miten keskustelu aloitetaan tai miten kes-
kustelua johdetaan. Kun jokin asia suoritetaan kahdesti, voidaan ka¨ytta¨a¨ etuliitetta¨
“meta”. Ennen varsinaista keskustelun aloittamista ka¨yda¨a¨n (meta)keskustelu, jossa
keskustellaan, miten keskustelu aloitetaan. Sama pa¨a¨ttelyketju pa¨tee metamallinta-
miseen, eli jotakin (meta)mallinnetaan ennen varsinaista mallintamista. Na¨in ollen
voidaan todeta, etta¨ malli on metamallin instanssi [49].
Metamallien yhteydessa¨ esiintyva¨t ontologian- ja semantiikan ka¨sitteet. Ontologian
avulla kuvataan metamallin semantiikka. Ontologia on era¨a¨nlainen tesaurus, eli
ka¨sitesanakirja. Se rakentuu erilaisista konsepteista, jotka muodostuvat sanoista,
ka¨sitteista¨ ja ilmaisuista. Jotta tesauruksesta olisi hyo¨tya¨ metamallintamisessa, on
konseptien va¨lille ma¨a¨ritetta¨va¨ relaatioita, silla¨ konseptit yksista¨a¨n eiva¨t muodosta
mallia. Metamallin ontologia ma¨a¨rittelee joukon konsepteja ja pa¨a¨ttelysa¨a¨nto¨ja¨ nii-
den va¨listen yhteyksien muodostamiseen. Kun ontologian konsepteille ma¨a¨riteta¨a¨n
ongelman aihealueelta merkityksia¨, on kyse semantiikasta [90]. Eli metamallin se-
mantiikka ma¨a¨ra¨ytyy sen ka¨ytto¨tarkoituksen mukaan.
Metamallintamista voidaan hyo¨dynta¨a¨ suunnitteluohjelmistojen va¨lisessa¨ tiedonsiir-
rossa. Metamalli ei ohjaa varsinaista laitossuunnittelutyo¨ta¨, vaan ta¨ssa¨ yhteydessa¨
se esitta¨a¨ miten ohjelmistotoimittaja toteuttaa suunnittelutiedon tallentamisen. Jos
ohjelmistotoimittajat ka¨ytta¨isiva¨t samoja metamalleja tietorakenteidensa toteutta-
misessa, ei tiedonsiirto ja¨rjestelmien va¨lilla¨ olisi ongelma. On myo¨s ymma¨rretta¨va¨a¨,
etta¨ ohjelmistotoimittajat haluavat ra¨a¨ta¨lo¨ida¨ ohjelmistonsa vastaamaan omia tar-
peitaan ja na¨kemyksia¨a¨n silla¨ suunnittelun osa-alueella jolla he toimivat.
Ta¨ma¨nhetkinen trendi laitossuunnittelutiedon siirta¨misessa¨ ka¨sin kopioinnin lisa¨ksi
on kuvata suunnitelutieto standardin ma¨a¨rittelema¨n metamallin mukaisesti. Ku-
vaamisella (mapping) tarkoitetaan ta¨ssa¨ yhteydessa¨ eri (meta)mallien semanttisten
2.1. UML-mallinnus 9
vastaavuuksien esitta¨mista¨. Kun metamallien semanttiset vastaavuudet ovat selvilla¨,
voidaan mallien muuntaminen automatisoida. Suunnittelutieto esiteta¨a¨n standardin
esitta¨ma¨n rakenteen mukaisesti ja vastaanottava osapuoli tieta¨a¨, etta¨ tiedon rakenne
noudattaa tiettya¨ standardia.
2.1 UML-mallinnus
UML (Unified Modeling Language) on OMG:n (Object Management Group) [66] ke-
hitta¨ma¨ yleiska¨ytto¨inen mallinnuskieli. UML:n versio 2.4.1 on hyva¨ksytty ISO/IEC-
standardi (ISO/IEC 19505-1:2012 ja 19505-2:2012). [70] Standardin pohjalta on laa-
dittu uudempi UML spesifikaatioversio 2.5, joka yhdista¨a¨ ja yhdenmukaistaa version
2.4.1 kaksi osiota (Infrastructure ja Superstructure). UML tarjoaa ja¨rjestelma¨- ja
ohjelmistosuunnittelijoille tyo¨kalut tietokonepohjaisten ja¨rjestelmien analysointiin,
suunnitteluun ja toteuttamiseen.[71]
UML ma¨a¨rittelee 14 eri graafista menetelma¨a¨ ja¨rjestelma¨n mallintamiseen. Na¨ma¨
menetelma¨t jakautuvat kahteen pa¨a¨ryhma¨a¨n: rakennetta ja ka¨ytta¨ytymista¨ mal-
lintaviin kaavioihin. Rakennekaavioilla kuvataan ja¨rjestelma¨n staattista- eli ajasta
riippumatonta rakennetta. Ja¨rjestelma¨n dynaamiset- eli ajasta riippuvaiset ominai-
suudet puolestaan kuvataan ka¨ytta¨ytymiskaavioilla. Kuvassa 2.1 on esitetty raken-
nekaavioiden taksonomia1, missa¨ kaksi kaaviotyyppia¨, luokka- ja profiilikaavio, on
korostettu vihrea¨lla¨. Na¨ma¨ kaksi kaaviotyyppia¨ ovat oleellisia suunnittelutiedon me-
tamallintamisessa. Ka¨ytta¨ytymiskaaviot on esitetty toisaalla.
Luokkakaaviolla voidaan mallintaa ja¨rjestelma¨n elementit ja niiden va¨liset yhteydet.
OMG ma¨a¨rittelee luokille semantiikan ja niiden va¨liset suhteet. [71] Luokkien va¨lilla¨
ka¨ytetta¨va¨t suhteet on esitetty taulukossa 2.1.
UML:n ma¨a¨rittelema¨ ka¨sitteisto¨ on laajennettavissa ja erikostettavissa mallinnus-
tarpeen mukaisesti laajennustekniikan avulla. UML:n ka¨sitteisto¨t ovat yleisia¨, ja ne
eiva¨t ole aina sellaisenaan ka¨ytetta¨vissa¨ sovelluskohteisiin tai sitten tyydytta¨va¨n lop-
putuloksen saavuttamiseksi on na¨hta¨va¨ kohtuuton ma¨a¨ra¨ tyo¨ta¨. Ma¨a¨riteltya¨ yleista¨
ka¨sitteisto¨a¨ voidaan ka¨ytta¨a¨ pohjana mallille tarpeellisen ka¨sitteisto¨n laadinnassa.
Stereotyyppi (stereotype) on UML:n mekanismi yleisen ka¨sitteisto¨n erikoistamisek-
si. Stereotyypeilla¨ voidaan erikoistaa edella¨ mainittujen luokkien ja suhteiden lisa¨ksi
attribuutteja ja palveluita. Erityista¨ tarkoitusta varten ma¨a¨ritetyt stereotyypit voi-
daan ryhmitella¨ profiilien (profile) avulla. Profiili on samantyyppinen ryhmittely-
mekanismi kuin paketti (package), jolla voidaan ryhmitella¨ esimerkiksi luokkia. Oi-
1Asioiden hierarkkinen luokittelu.
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Kuva 2.1 UML:n kaaviotyypien taksonomia [71].
keastaan profiili on erikoistus paketista ja sen vuoksi muun muassa profiilin ni-
mea¨miska¨yta¨nno¨t vastaavat paketille ma¨a¨riteltyja¨ [95].
Kuvassa 2.2 on esitetty esimerkki profiilin (≪profile≫) ja stereotyypin (≪stereotype≫)
ka¨yto¨sta¨. Esimerkin profiili P&I voitaisiin kuvitella olevan otos PI-kaavion mallin-
tamiseen tarvittavista metaluokista kaavion pumppujen mallintamiseen. Profiilissa
P&I on esitetty kaksi stereotyyppia¨ Laite ja Pumppu, joista ensimma¨inen on tyy-
pilta¨a¨n abstrakti ({abstract}). Ta¨ma¨ abstrakti stereotyyppi on yhteydessa¨ laajen-
nussuhteen (extension relationship, ei ole esitetty taulukossa 2.1) kautta metaluok-
kaan Component. Na¨in ma¨a¨ritettyna¨ stereotyypin ka¨ytto¨ metaluokan jatkeena on
vapaaehtoista, mutta stereotyypin ka¨ytto¨ on pakotettavissa lisa¨a¨ma¨lla¨ laajennussuh-
teelle vaade ≪required≫. Abstraktista Laite-stereotyypista¨ on edelleen periytyssuh-
teen kautta johdettu Pumppu-stereotyyppi, joka perii kaikki abstraktin stereotyypin
ominaisuudet. Pumppu-stereotyypille on asetettu meta-attribuutti tyyppi, jonka ar-
vo voi olla joku PumppuTyyppi -listalla (≪enumeration≫) esitetyista¨. Profiili voidaan
haalia sovelluska¨ytto¨o¨n ma¨a¨rittelema¨lla¨ profiilin ja sovelluspaketin va¨lille riippu-
vuus ≪apply≫. Na¨in esimerkin paketin Kaavio nimiavaruuteen (namespace) saadaan
tuotua profiilissa P&I ma¨a¨ritetyt stereotyypit. Paketissa on komponentti P-4711,
jolle on ma¨a¨ritetty kommentilla tyyppi -attribuutti literaaliarvolla syrja¨ytyspumppu.
Komponentin attribuutit voitaisiin ma¨a¨ritella¨ myo¨s itse komponenttiin.
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Taulukko 2.1 UML-luokkien va¨listen suhteiden notaatio. Luokat vaikuttavat toisiinsa
tietylla¨ tavalla. Na¨ma¨ suhteet kuvataan erilaisilla loogisilla yhteyksilla¨.
Nimi Graafinen notaatio
Kooste (Aggregation)
Kompositio (Composition)
Riippuvuus (Dependency)
Assosiaatio (Association)
Periytyminen (Inheritance)
Toteutus (Realization)
Kuva 2.2 Esimerkki UML-profiilista ja -stereotyyppista¨, seka¨ stereotyypin ka¨yto¨sta¨ so-
velluksessa. Mukailtu la¨hteesta¨ [95].
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2.2 Semanttinen mallinnus
RDF (Resource Description Framework) on W3C:n laatima graafitietomalli tie-
donsiirtoon semanttisessa web:ssa¨ (Semantic Web) [120]. Ta¨ma¨ tietomalli rakentuu
tripleteista¨, missa¨ yksi tripletti on yksi va¨itta¨ma¨, joka kuvaa kahta resurssia ja niiden
va¨lista¨ yhteytta¨. RDF:in graafitietomalli on visualisoitu kuvassa 2.3. RDF:lla tieto
voidaan esitta¨a¨ puolirakenteellisena (semi-structured), eli tieto itsessa¨a¨n ma¨a¨ritta¨a¨
oman rakenteensa, toisin kuin rakenteellisissa ratkaisuissa, joissa tiedon rakenne
ma¨a¨riteta¨a¨n esimerkiksi erillisella¨ skeemalla.
Subjekti Objekti
Predikaatti
Kuva 2.3 RDF:n graafitietomalli, jossa kahta solmua yhdista¨a¨ suunnattu viiva. Mukailtu
la¨hteesta¨ [120].
OWL (Web Ontology Language) on ontologiakieli, joka on kehitetty W3C:n toimes-
ta semanttisen web:in tarpeisiin silla¨ ajatuksella, etta¨ dokumentin sisa¨lta¨ma¨a¨ tietoa
on tarkoitus jatkoprosessoida pelka¨n esitta¨misen sijaan (vrt. XML) [119]. Puhut-
taessa ontologioista viitataan tieteeseen, joka kuvailee ela¨va¨n ela¨ma¨n entiteetteja¨
ja niiden va¨lisia¨ yhteyksia¨ filosofisesta na¨ko¨kulmasta. Oikeastaan OWL tekee juuri
saman. Lisa¨ksi se ma¨a¨rittelee oman tietokoneymma¨rretta¨va¨n kielen ontologioiden
esitta¨miselle, minka¨ avulla voidaan rakentaa omia alakohtaisia sanakirjoja, joissa
termien/entiteettien tarkoitukset on esitetty yksiselitteisesti, mukaan lukien niiden
va¨liset suhteet [119]. OWL:a voidaan ka¨ytta¨a¨ lisa¨a¨ma¨a¨n muiden XML-pohjaisten
tekniikoiden (XML, XML-skeema, RDF, RDF-skeema) semanttista kyvykkyytta¨.
Koska OWL perustuu RDF:iin, on myo¨s OWL-ontologia puolirakenteellinen. Graafi-
pohjaisten kuvausten lisa¨ksi ensimma¨isen kertaluvun logiikkaan perustuvat kuvauk-
set noudattavat puolirakenteellisuutta [46].
Edella¨ kuvattua graafitietomallia, joka rakentuu yksitta¨isista¨ tripleteista¨, voidaan
hyo¨dynta¨a¨ niin tiedon, metatiedon kuin ontologioiden ma¨a¨ritta¨miseen ja kuvaile-
miseen. Toisaalta yksitta¨isista¨ binaarisuhteista muodostuva tietomalli on hyvinkin
yksinkertainen, mutta toisaalta silla¨ voidaan rakentaa myo¨s monimutkaisia rakentei-
ta. Tripletti-ideaan pohjautuvia tietokantoja kutsutaan triplettivarastoiksi ja RDF-
tietomalliin pohjautuvia puolestaan RDF-varastoiksi. [53] Tiedon hakeminen puoli-
rakenteellisista tietokannoista (querying) on vaativampaa verrattuna rakenteellisiin,
koska kyselya¨ tehta¨essa¨ ei ole va¨ltta¨ma¨tta¨ tietoa tietokannan rakenteesta, joka voi
olla epa¨sa¨a¨nno¨llinen, ja sen rakenne voi eritta¨in sisa¨kka¨inen tai jopa jaksollinen [2].
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Era¨s olemassa oleva kyselykieli (query language) triplettivarastojen tietokantakyse-
lyihin on SPARQL (SPARQL Protocol And RDF Query Language) [121]. Tieto-
kantakysely voidaan tehda¨ myo¨s ka¨yma¨lla¨ tietokanta la¨pi viittaus viitaukselta [53].
Molemmat edella¨ esitetyt vaihtoehdot on triplettivaraston na¨ko¨kulmasta esitetty
la¨hteessa¨ [53] ja yleisesti puolirakenteisen tietokannan kyselyihin liittyvia¨ pohdinto-
ja on esitetty la¨hteessa¨ [2].
2.3 XML-mallinnus
XML (Extensible Markup Language) on Wide Web Consortiumin (W3C) [116]
ma¨a¨rittelema¨ joustava ja yksinkertainen kuvauskieli. Se on osajoukko standardis-
sa ISO 8879 ma¨a¨ritetysta¨ metakielesta¨ SGML:sta¨ (Standard Generalize Markup
Language). Toisin sanoen XML on periytetty SGML:sta¨ ja siten XML:lla kuvatut
dokumentit vastaavat edella¨ mainittua standardia. XML:lla on mahdollista esitta¨a¨
dokumentin sisa¨lto¨ tekstipohjaisesti siten, etta¨ se on ihmisen ja tietokoneen luetta-
vissa. Se soveltuu hyvin puuhierarkkisten tietorakenteiden esitta¨miseen ja on siten
myo¨s soveltuva muun muassa sunnittelutiedon tallentamiseen ja siirta¨miseen [13].
Ohjelmassa 2.1 on esimerkki XML-dokumentista, jossa listataan pumppuja ja nii-
den tietoja. Ohjelma alkaa prologilla, joka ma¨a¨rittelee dokumentissa ka¨ytetta¨va¨n
merkisto¨n ja mita¨ W3C:n XML-suositusversiota se noudattaa. Prologia kutsutaan
joskus myo¨s prosessointika¨skyksi ja se on muotoa <? prosessointika¨sky ?>. Jokai-
sella XML-dokumentilla on oltava juurielementti, joka on kaikkien muiden element-
tien vanhempi (parent). Rivilla¨ kaksi on juurielementin aloitustagi <PumppuLista>
ja rivilla¨ 13 lopetustagi </PumppuLista>. Elementtien sulkeminen on tapahdutta-
va avaamista vastaavassa ja¨rjestyksessa¨, toisin kuin esimerkiksi HTML:ssa¨ (Hyper
Text Markup Language) lopetustagin voi ja¨tta¨a¨ pois. Prologilla ei ole lopetustagia,
silla¨ se ei varsinaisesti ole osa XML-dokumenttia. Pumppulistalla on kaksi attri-
buutein varustettua pumppua ja niilla¨ on edelleen lapsielementteja¨ (child elements),
jotka kuvaavat pumppujen ominaisuuksia. Ta¨ssa¨ esimerkissa¨ pumppujen attribuutit
ma¨a¨ritta¨va¨t niiden tyypit. Listan pumput on ma¨a¨ritelty eri kielilla¨ ja niiden ominai-
suuksia kuvaavat elementit ovat vastaavia, mutta eri ja¨rjestyksessa¨. Ta¨sta¨ huolimat-
ta dokumentti on oikein muotoiltu (well-formed), silla¨ se noudattaa W3C:n XML
1.0 suosituksen mukaista loogista- ja fyysista¨ rakennetta.
Yksista¨a¨n oikean syntaksin noudattaminen XML-dokumenttia laadittaessa, antaa
tietosisa¨llo¨n ma¨a¨ritta¨miselle varsin vapaat ka¨det. Edelta¨ voidaan huomata, etta¨ esi-
merkiksi ka¨ytetta¨va¨ kieli ja elementtien ja¨rjestys voivat muuttua kesken dokumen-
tin. Jos kieli voi vaihtua kesken dokumentin, niin pumppujen ominaisuuksia ku-
vaavien elementtien yksiko¨tkin voivat muuttua esimerkiksi metreista¨ jaloiksi. Ta¨ma¨
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tekee dokumentista hankalasti luettavan niin ihmiselle kuin koneelle ja sisa¨llo¨sta¨
epa¨luotettavan. Ta¨ma¨ ongelma on ratkaistavissa ma¨a¨rittelema¨lla¨ XML-dokumentin
rakenne, sisa¨lto¨ ja semantiikka XML-skeemalla. Skeemalla voidaan rajata missa¨ ele-
mentit ja attribuutit voivat esiintya¨ seka¨ mita¨ elementeissa¨ voi esiintya¨, toisin sanoen
ma¨a¨riteta¨a¨n dokumentin metamalli. Myo¨s skeeman tulee olla oikein muotoiltu. Nyt
XML-dokumentin syntaksin lisa¨ksi voidaan tarkistaa rakenteen ja sisa¨llo¨n oikeelli-
suus skeemaa vastaan. [106] Kun XML-dokumentti vastaa skeemaa, se on lisa¨ksi
kelvollinen (valid).
1 <?xml version="1.0" encoding="utf -8"?>
<PumppuLista >
3 <Pumppu Tyyppi="Keskipakopumppu">
<Tuotto >1680 </ Tuotto >
5 <MaxPaine >27</ MaxPaine >
<MinL a¨mp o¨tila >-75</MinL a¨mp o¨tila >
7 </Pumppu >
<Pump Type="Reciprocating piston">
9 <MaxPressure >315</ MaxPressure >
<Capacity >210</ Capacity >
11 <MinTemp >-15</MinTemp >
</Pump >
13 </PumppuLista >
Ohjelma 2.1 Esimerkki XML-dokumentti.
Ohjelmassa 2.2 on ma¨a¨ritetty pumppulistalle skeema. Ohjelma alkaa ohjelmasta 2.1
tutulla prologilla, jota seuraa skeeman nimiavaruuden (namespace) ma¨a¨rittely.<xsd:-
schema ...> aloittaa skeeman ma¨a¨rittelyn, jossa nimiavaruuden etuliitteksi ma¨a¨rite-
ta¨a¨n xsd, seka¨ itse nimiavaruuden ma¨a¨ritta¨va¨ URI-osoite (Uniform Resource Identi-
fier) on http://www.w3.org/2001/XMLSchema. Osoitteen takaa lo¨ytyy W3C:n skee-
makielen ma¨a¨rittely, joka sisa¨lta¨a¨ muun muassa dokumentin rakenteen ja primitii-
vitietotyyppien (kuten string, integer, double) ma¨a¨rittelyt. Rivilta¨ nelja¨ alkaa ele-
mentin PumppuLista ma¨a¨rittely, joka on monimutkainen tietotyyppi (complex ty-
pe). Monimutkaiset tietotyypit sisa¨lta¨va¨t toisia elementteja¨, attribuutteja tai mo-
lempia. Koska listassa voi olla useita pumppuja, ei pumppujen esiintymisien ma¨a¨ra¨a¨
haluta rajoittaa, joten ma¨a¨riteta¨a¨n elementille Pumppu esiintymiskertoja rajoitta-
maton attribuutti maxOccurs=”unbounded”. Ympa¨ro¨ida¨a¨n elementti Pumppu ele-
mentilla¨ xsd:sequence, joka kertoo, etta¨ Pumppu-elementteja¨ voi esiintya¨ useam-
pia tai jos PumppuLista-elementille olisi ma¨a¨ritelty useampi lapsielementti, olisi
niiden esiinnytta¨va¨ skeemassa esitetyssa¨ ja¨rjestyksessa¨. Ta¨ssa¨ tapauksessa elemen-
tin xsd:sequence paikalle sopisi myo¨s elementti xsd:choice. Seuraavaksi ma¨a¨riteta¨a¨n
mita¨ tietoa Pumppu-elementti voi sisa¨lta¨a¨. Pumppu-elementin tietotyyppi on moni-
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mutkainen tietotyyppi, koska se sisa¨lta¨a¨ muita elementteja¨. Elementit Tuotto, Max-
Paine ja MinLa¨mpo¨tila ma¨a¨ritta¨va¨t pumpun ominaisuudet. Koska ne eiva¨t sisa¨lla¨
muita elementteja¨ tai attribuutteja, ovat ne tyypilta¨a¨n yksinkertaista tietotyyppia¨
(simple type). Na¨ma¨ kolme elementtia¨ on ympa¨ro¨ity elementilla¨ xsd:sequence, kos-
ka elementtien halutaan esiintyva¨n dokumentissa juuri ta¨ssa¨ ja¨rjestyksessa¨. Lopuksi
Pumppu-elementille ma¨a¨riteta¨a¨n pumpun tyyppia¨ kuvaava attribuutti Tyyppi. Att-
ribuuttima¨a¨rittelyt tulevat aina lopuksi.
1 <?xml version="1.0" encoding="UTF -8" ?>
<xsd:schema xmlns:xsd="http://www.w3.org /2001/ XMLSchema">
3
<xsd:element name="PumppuLista">
5 <xsd:complexType >
<xsd:sequence >
7 <xsd:element name="Pumppu" maxOccurs="unbounded">
<xsd:complexType >
9 <xsd:sequence >
<xsd:element name="Tuotto" type="xsd:integer"/>
11 <xsd:element name="MaxPaine" type="xsd:double"/>
<xsd:element name="MinL a¨mp o¨ tila" type="xsd:double"/>
13 </xsd:sequence >
<xsd:attribute name="Tyyppi" type="xsd:string"/>
15 </xsd:complexType >
</xsd:element >
17 </xsd:sequence >
</xsd:complexType >
19 </xsd:element >
21 </xsd:schema >
Ohjelma 2.2 Esimerkki XML-skeema, joka kuvaa dokumentin rakenteen.
Ohjelmassa 2.1 esitetty vapaasti muotoiltu XML-dokumentti on muokattu vastaa-
maan ohjelman 2.2 kuvaamaa skeemaa ohjelmassa 2.3, joka on oikein muotoiltu
ja kelvollinen XML-dokumentti. Na¨in ollen ohjelman 2.2 skeeman mukaiseen do-
kumenttiin ei PumppuListaan voida ena¨a¨ lisa¨ta¨ ohjelmassa 2.1 esitettya¨ element-
tia¨ Pump. Kuten voidaan huomata, XML-skeeman avulla XML-dokumentit voi-
vat sisa¨lta¨a¨ kuvauksen kantamastaan tiedosta omassa formaatissaan. Edella¨ esi-
tetyista¨ XML-dokumenteista saataisiin entista¨ ilmaisuvoimaisempia ma¨a¨ritta¨ma¨lla¨
oma XML-skeema ka¨ytetta¨ville tietotyypeille. Ta¨ma¨ tarkoittaisi sita¨, etta¨ esimer-
kiksi pumpun tuottoa kuvaava tietotyyppi ei olisi paljas kokonaisluku, vaan tuottoa
oikeasti kuvaava yksikko¨, kuten m3/h (vrt. <...type=”xsd:integer”/> vs. <...ty-
pe=”xso¨:m3/h”/>). XML-skeema on yksi tapa sopia tiedonsiirrosta tiedonsiirron
osapuolien kesken. Laitossuunnittelutiedon siirrossa XML on vakiinnuttanut ase-
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mansa tiedonsiirtoformaattina, kuten luvussa 3 huomataan.
1 <?xml version="1.0" encoding="utf -8"?>
<PumppuLista
3 xmlns:xsi="http: //www.w3.org /2001/ XMLSchema -instance"
xsi:noNamespaceSchemaLocation="PumppuLista.xsd">
5 <Pumppu Tyyppi="Keskipakopumppu">
<Tuotto >1680</Tuotto >
7 <MaxPaine >27</MaxPaine >
<MinL a¨mp o¨ tila> -75</MinL a¨mp o¨ tila>
9 </Pumppu >
<Pumppu Tyyppi="Ma¨nt a¨ pumppu">
11 <Tuotto >210</Tuotto >
<MaxPaine >315</MaxPaine >
13 <MinL a¨mp o¨ tila> -15</MinL a¨mp o¨ tila>
</Pumppu >
15 </PumppuLista >
Ohjelma 2.3 Ohjelmassa 2.1 esitetty XML-dokumentti on muokattu vastaamaan oh-
jelmassa 2.2 ma¨a¨ritettya¨ skeemaa.
2.4 Mallimuunnos
Mallin muuntamisen (model transformation) ma¨a¨ritelma¨ on ehtinyt muuttua mo-
nia kertoja ajan saatossa. Ensimma¨isina¨ la¨hdemallin (source model) muuntamisesta
automaattisesti kohdemalliksi (target model) pohtivat Kleppe et al. [47], joiden mu-
kaan “mallimuunnoksessa kohdemalli generoidaan automaattisesti la¨hdemallista si-
ten, etta¨ se noudattaa muunnosma¨a¨rityksia¨”. Ma¨a¨ritelma¨ on hyva¨ la¨hto¨kohta malli-
muunnokselle, mutta se ei ota huomioon useamman mallin muunnosmahdollisuutta.
Armani et al. [3] ja Mens et al. [61] ovat tulleet johtopa¨a¨to¨kseen, jossa muunnoksen
ma¨a¨ritelma¨n olisi oltava viela¨ yleisemma¨lla¨ tasolla ja sen olisi otettava huomioon
useamman la¨hde- ja kohdemallin mahdollisuus mallimuunnoksessa. Armani et al.
ma¨a¨ritteleva¨t mallimuunnoksen seuraavasti: “la¨hdemallin (-mallien) automaattinen
manipulointi, joka vastaa kuvausta, tuottaa kohdemallin (-malleja) tietyn aikomuk-
sen mukaisesti.” [3] Edella¨ esitetty muunnoksen ma¨a¨ritelma¨ vastaa ta¨ma¨n tyo¨n ai-
keita:
• Muunnos on automaattinen toimenpide
• Muunnoksen kuvaus on erotettavissa toteutuksesta
• Muunnoksella on tietty tarkoitus
• Muunnos tuottaa la¨hdemallista kuvauksen mukaisen kohdemallin
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Itse mallimuunnos perustuu mallien va¨liseen kuvaukseen, eli mallien keskina¨isten
vastaavuuksien esitta¨miseen valitun teknisen avaruuden mukaisesti (technological
space, technical space, domain language), ja na¨iden kuvauksien perusteella laadit-
tuihin muunnossa¨a¨nto¨ihin (transformation rules). Teknisella¨ avaruudella [11, 50] tar-
koitetaan ta¨ssa¨ yhteydessa¨ mallimuunnoksen hallintaan ka¨ytetta¨va¨a¨ ohjelmistoke-
hysta¨. Esimerkkina¨ teknisesta¨ avaruudesta mainittakoon XML, joka ma¨a¨rittelee ku-
vaamiselle ja muuntamiselle tarvittavat kielet (XML, XSLT, XMI), ja tarvittavan
(meta)mallin (XML-skeema).[61] Muunnossa¨a¨nno¨t ovat muunnostoteutuksen pie-
nimpia¨ palasia. Kun la¨hdemallista lo¨ydeta¨a¨n halutunlainen rakenne, muunnetaan se
vastaamaan kohdemallin mukaista rakennetta muunnossa¨a¨nto¨jen avulla. [16] Valittu
mallimuunnoksen ma¨a¨ritelma¨ sallii yksi-yhdeksi -muunnoksen lisa¨ksi yksi-moneksi-
(one-to-many) ja monta-yhdeksi- (many-to-one) muunnokset, mutta na¨ita¨ kahta vii-
meiseksi mainittua mallimuuntamisen la¨hestymistapoja ei ka¨sitella¨ ta¨ssa¨ tyo¨ssa¨.
Mallimuunnoksella on suunta (directionality), joka kuvaa onko muunnos tehta¨vissa¨
vain yhteen suuntaan, esimerkiksi la¨hdemallista kohdemalliksi (yksisuuntainen muun-
nos, unidirectionality), vai myo¨s muihin suuntiin (monisuuntainen muunnos, multi-
directionality). Monisuuntainen muunnos on tehta¨vissa¨ ka¨ytta¨ma¨lla¨ monisuuntaisen
muunnoksen muunnossa¨a¨nto¨ja¨ tai ma¨a¨rittelema¨lla¨ joka munnossuunnalle omat eril-
liset muunnossa¨a¨nno¨t. [16] Yksista¨a¨n kaksisuuntaisen (bidirectional) mallimuunnok-
sen vaatimuksia on esitetty la¨hteessa¨ [104]. Ta¨ssa¨ tyo¨ssa¨ toteutettava mallimuunnos
on yksisuuntainen.
Era¨s hyo¨dyllinen mallimuunnoksen ominaisuus on muunnoksen inkrementaallisuus,
eli jos la¨hdemalli muuttuu, miten muutokset vieda¨a¨n kohdemalleihin. Czarnecki
ja Helsen [16] esitteleva¨t inkrementaalisuudelle kolme ka¨sitetta¨: Kohdeinkremen-
taalisuus (target incrementality), la¨hdeinkrementaalisuus (source incementality) ja
ka¨ytta¨ja¨n muokkausten sa¨ilytta¨minen kohdemallissa (preservation of user edits in
the target). Kohdeinkrementaalisessa muunnoksessa kohdemalliin pa¨iviteta¨a¨n la¨hde-
malliin tehdyt muutokset. La¨hdeinkrementaallisessa muunnoksessa pyrita¨a¨n ja¨ljitta¨-
ma¨a¨n la¨hdemalliin tehdyt muutokset ja muuntamaan vain tehdyt muutokset. Na¨in
voidaan va¨ltta¨a¨ koko la¨hdemallin la¨pika¨yminen. Ka¨ytta¨ja¨n muokkausten sa¨ilytta¨mi-
nen kohdemallissa -tapauksessa ka¨ytta¨ja¨ on tehnyt kohdemalliin muutoksia ja la¨hde-
malliin tehdyt muutokset halutaan muuntaa la¨hdemalliin siten, etta¨ ka¨ytta¨ja¨n te-
kema¨t muutokset sa¨ilyva¨t.[16]
Extensible Stylesheet Language Transformation (XSLT) on W3C:n XML-kuvauskie-
lelle ma¨a¨rittelema¨ muunnoskieli, jonka avulla voidaan XML-dokumentteja muuntaa
muiksi XML-pohjaisiksi dokumenteiksi, kuten esimerkiksi toiseksi XML-dokumenti-
ksi, HTML-dokumentiksi tai vaikkapa CSV-tekstitiedostoksi (comma-separated va-
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lues). [115] XSLT:n syntaksi ja semantiikka on ma¨a¨ritetty la¨hteessa¨ [118]. Muunnos
XSLT-kielella¨ esiteta¨a¨n era¨a¨nlaisena tyyliohjeena (stylesheet), jonka tarkoituksena
on muotoilla XML-dokumentista (la¨hdemalli) muunnossa¨a¨nto¨jen avulla halutunlai-
nen dokumentti (kohdemalli). Tyyliohje noudattaa aikaisemmin kappaleessa 2.3 esi-
tettyja¨ oikein muotoillun XML-dokumentin vaatimuksia. XSLT-spesifikaatio ka¨ytta¨a¨
syo¨tedokumenteista nimitysta¨ la¨hdepuu (source tree) ja muunnoksen tuotoksista
nimitysta¨ kohdepuu (result tree). Varsinaisen muunnoksen la¨hdedokumenttien ja
XSLT:n pohjalta toteuttavasta ohjelmistotyo¨kalusta ka¨yteta¨a¨n nimitysta¨ XSLT-
prosessori (XSLT processor).[118]
QVT (Queries, Views, Transformations) [67] on OMG:n laatima spesifikaatio malli-
muunnoksille. QVT ma¨a¨rittelee kolme muunnoskielta¨, joilla muunnokset voidaan to-
teuttaa: Core (QVTc), Relational (QVTr) ja Operational Mappings (QVTo). QVT:n
muunnoskielista¨ QVTr on mielekka¨in ta¨ma¨n tyo¨n kannalta, silla¨ se soveltuu ka¨ytta¨ja¨n
ma¨a¨ritta¨mien muunnoksien mallintamiseen, tukee inkrementaalisuutta, muunnok-
set voivat olla yksi- tai monisuuntaisia ja kieli tukee myo¨s rakenteiden yhteenso-
vittamista (pattern matching) muunnettavien objektien va¨lilla¨. [67] Kieli soveltuu
MOF-konseptein (Meta Object Facility) mallinnettujen mallien muuntamiseen, ja
se hyo¨dynta¨a¨ OCL:a (Object Constraint Language) muunnoskielen vakiokirjastona
(standard library). OCL on OMG:n laatima rajoitekieli, joka on ma¨a¨ritetty la¨hteessa¨
[68]. [67] MOF on OMG:n ma¨a¨rittelema¨ avoin ja alusta riippumaton ohjelmistoke-
hys metamallintamiseen ja metatiedon ka¨sittelyyn [69]. MOF:n spesifikaatioversio
2.4.1 on julkaistu ISO-standardina ISO/IEC 19508 “Information technology - Ob-
ject Management Group Meta Object Facility (MOF) Core”, mutta ajantasaisin
spesifikaatioversio on 2.5.1. OMG ka¨ytta¨a¨ MOF:ia eri tekniikoidensa rakenteiden
ma¨a¨rittelyyn. Muun muassa QVT, XMI (XML Metadata Interchange), UML ja itse
MOF on ma¨a¨ritetty MOF:n konseptein.
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3. PROSESSI- JA
AUTOMAATISOUUNNITTELUTIEDON
TIEDONSIIRRON STANDARDIT
Ta¨ssa¨ luvussa esitella¨a¨n prosessi- ja automaatiosuunnittelun tiedonsiirron standar-
deja ja niiden pohjalta tehtyja¨ spesifikaatioita ja toteutuksia. Esitelta¨villa¨ standar-
deilla on yhteinen tavoite, mutta erilaiset la¨hestymistavat. Na¨ma¨ standardit pyr-
kiva¨t ma¨a¨ritta¨ma¨a¨n geneerisen tietomallin laitossuunnittelutiedolle ja avoimen ta-
van siirta¨a¨ sita¨. Ka¨ytta¨ma¨lla¨ yhdenmukaisia formaatteja laitossuunnittelun eri vai-
heessa voidaan va¨lttya¨ redundantilta tyo¨lta¨.
3.1 IEC 62424
IEC 62424 “Representation of process control engineering – Requests in P&I dia-
grams and data exchange between P&ID tools and PCE-CAE tools” [42] on nimensa¨
mukaisesti standardi laitossuunnittelutiedon tiedonsiirtoon. Standardi ma¨a¨ritta¨a¨ mi-
ten sa¨a¨to¨suunnittelussa (process control engineering) tarvittava tieto esiteta¨a¨n PI-
kaavioissa siten, etta¨ laitossuunnittelutiedon tiedonsiirto voidaan automatisoida toi-
mitusprojektin osapuolien kesken. Pa¨a¨sta¨kseen ta¨ha¨n tavoitteeseen IEC 62424 ma¨a¨rit-
telee tietomallin nimelta¨ CAEX (Computer Aided Engineering Exchange), joka on
kuvattu XML-skeemana. Na¨in tiedon rakenne ja semantiikka saadaan yhdenmukais-
tettua. CAEX:lla ei voi siirta¨a¨ suunnitelmien piirrosmerkkeja¨. [42]
CAEX on hyva¨ la¨hto¨kohta ja¨rjestelma¨- ja ohjelmistotoimittajariippumattoman lai-
tossuunnittelutiedon tiedonsiirtoformaatiksi. CAEX keskittyy siirta¨ma¨a¨n PI-kaavioi-
hin liittyva¨a¨ laitossuunnitelutietoa, mutta silla¨ on mahdollista siirta¨a¨ myo¨s muu-
ta relevanttia tietoa toimitusprojektin osapuolien kesken [40] varsinkin, jos tie-
don rakenne on PI-kaavioiden tavoin hierarkkinen. CAEX:n vahvuutena ja toi-
saalta heikkoutena on sen tietomallin laajennettavuus. Malli on laajennettavissa
ma¨a¨rittelema¨lla¨ uusia rooleja, mutta samaa roolia kuvaava objekti on mahdollista
ma¨a¨ritta¨a¨ eri tavoin. [94] Esimerkiksi rooliMa¨nta¨Pumppu voidaan kuvata myo¨s roo-
lilla Pumppu, jolla on attribuutti Tyyppi, jonka arvoksi asetetaan Ma¨nta¨. Kolmas
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vaihtoehto on esitetty aikaisemmin ohjelmassa 2.3. Roolit ovat CAEX:in tapa ku-
vata mallinnettavan ja¨rjestelma¨n objekteja ja semantiikkaa. Roolit ma¨a¨riteta¨a¨n ja
kootaan yhteen rooliluokkakirjastoihin (role class libraries) [92].
3.1.1 PandIX
PandIX [14] (Piping And Instrumation Diagram Exhange) on metamalli PI-kaavio-
tiedon toiminnallisen rakenteen esitta¨miseen. Sen voidaan ajatella olevan laajen-
nus edella¨ esitettyyn CAEX-tietomalliin, jota voidaan ka¨ytta¨a¨ monenlaisiin hie-
rarkkisiin ja modulaarisiin ja¨rjestelmiin. PandIX:n puolestaan keskittyy prosessi-
laitoksen elementtien ja niiden va¨lisien yhteyksien esitta¨miseen prosessiautomaa-
tion na¨ko¨kulmasta. Elementteja¨ ovat muun muassa tankit ja toimilaitteet, ja yh-
teyksia¨ putket ja sa¨a¨to¨silmukat. Toisin sanoen PandIX ja¨senta¨a¨ CAEX-tietomallista
toimilaite- ja instrumentointisuunnittelun kannalta oleellisen tiedon omaksi mallik-
seen.
PandIX ei mallinna tuote- ja prosessikohtaista tietoa, kuten pumppujen tuottoa
tai prosessin virtausnopeuksia, vaan mita¨ mittaustietoa tarvitaan toimilaitteen oh-
jaamiseen [94]. PandIX:lla voi tarvittaessa siirta¨a¨ myo¨s tietoa suunnitelman piir-
rosmerkkeista¨ viittaamalla standardissa ISO 10628 ma¨a¨riteltyihin piirrosmerkki-
tyyppeihin standardin ISO 1416 nimea¨miska¨yta¨nno¨n mukaisesti [109]. Tarvittaes-
sa PandIX-mallia on mahdollista tutkia ja selata laitoksen toiminnan aikana [40].
PandIX:lla on la¨hinna¨ akateemista tukea ja sita¨ ei ole sina¨lla¨a¨n otettu osaksi suun-
nitteluohjelmistoja.
3.1.2 Automation Markup Language
Automation Markup Language [6] (AutomationML, AML) on CAEX:n tavoin laa-
tinut tiedonsiirtoformaatin XML-skeemana, jonka tavoitteena on yhdenmukaistaa
automaatiosuunnittelun tiedonsiirto toimitusprojektin osapuolien ka¨ytta¨mien suun-
nitteluohjelmistojen va¨lilla¨ usealla eri suunnittelun osa-alueilla. Mika¨ erottaa Au-
tomationML:n CAEX:sta on se, etta¨ AutomationML ottaa CAEX:in osaksi itsea¨a¨n
suunnittelun eri osa-alueiden formaattien va¨liseksi integraattoriksi seka¨ hierarki-
sen laitostopologian esitta¨miseksi. AutomationML ka¨ytta¨a¨ siis topologian formaat-
tina CAEX:ia ja lisa¨ksi COLLADATM kinematiikan seka¨ geometrian formaattina, ja
PLCOpen XML:a logiikkatiedon formaattina. Edella¨ mainitut formaatit perustuvat
XML-kuvauskieleen ja ne yhdisteta¨a¨n ka¨ytta¨en CAEX:a. AutomationML ma¨a¨ritta¨a¨
mita¨ CAEX:n elementteja¨ ka¨yteta¨a¨n sen missa¨kin rakenteessa [57].
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Koska AutomationML ka¨ytta¨a¨ CAEX:a tiedonsiirtoformaattinsa ytimena¨, on sen
laajennusmekanismi myo¨s sama. Toisin kuin CAEX:ssa, AutomatonML:ssa on val-
miiksi ma¨a¨riteltyja¨ rooliluokkakirjastoja. “Roolit ovat luokkia, jotka kuvaavat ab-
straktin toiminnallisuuden ilman varsinaista teknista¨ implementaatiota.”[6] Ta¨llo¨in
muun muassa dokumentin rakenne on tiukemmin tyypitetty ja samalla se ohjaa
suunnittelijan tyo¨ta¨. Jos valmiiksi laadituista kirjastoista ei lo¨ydy tarvetta vastaavaa
ratkaisua, on edelleen mahdollista laatia omat ra¨a¨ta¨lo¨idyt kirjastonsa. Esimerkiksi
PI-kaavion putkisto, instrumentointi ja prosessin sa¨a¨to¨o¨n liittyva¨n tiedon mallinta-
minen onnistuu PandIX:sta tehdylla¨ ka¨ytta¨ja¨ma¨a¨ritetylla¨ rooliluokkakirjastolla. [4]
Toimitusprojektin edetessa¨ tulee tarve ma¨a¨ritta¨a¨ suunnitelman eri elementeille tieto-
sisa¨lto¨ eli semantiikka. Esimerkiksi suunnitelmassa olevalla pumpulla on valmistaja,
enimma¨istuotto ja muita teknisia¨ ominaisuuksia, ja na¨ille tiedoille on tietomallissa
valittu attribuutit kuvaamaan tuota tietoa. Jotta suunnittelutieto saadaan siirrettya¨
toimitusprojektin osapuolien kesken ha¨vio¨tta¨ ja ilman va¨a¨ra¨a¨ tulkintaa, on projektin
etenemisen kannalta edukasta sopia ka¨ytetta¨vista¨ nimea¨miska¨yta¨nno¨ista¨. Teollisuu-
den ka¨ytto¨tarkoituksiin on olemassa useita elementtien nimea¨miseen, ma¨a¨ritta¨miseen
ja niiden tietorakenteeseen liittyvia¨ katalogimaisia standardeja. Teollisuudessa ta¨ha¨n
ongelmaan pureutuvia standardeja ovat IEC 61360 “Standard data element types
with associated classification scheme for electric components” ISO 13584 “Industrial
automation systems and integration ” ja IEC 61987 “Industrial-process measurement
and control - Data structures and elements in process equipment catalogues”, jonka
tietomalli noudattaa kahdessa ensimma¨isessa¨ mainitussa standardissa kuvattua [44].
AutomationML on ma¨a¨ritellyt tapoja [5], joilla ta¨llaisia palveluja, tuotteita ja nii-
den materiaaleja ryhmittelevia¨ katalogeja voidaan valjastaa elementtien semantii-
kan erikoistamiseksi. eCl@ss on era¨s IEC 61360 standardiin perustuva maksulli-
nen palvelu, jonka ma¨a¨rittelema¨ katalogi on mahdollista valjastaa osaksi Automa-
tionML:a. Katalogi on saatavissa CSV- ja XML-formaatissa. eCl@ss:in tuotteiden
ja palveluiden luokkarakenne on nelitasoinen ja esimerkki ta¨sta¨ on esitetty kuvas-
sa 3.1. Kuvassa eCl@ssin ensimma¨iselta¨ luokkatasolta (segmentti, segment) on valit-
tu luokka Mekaniikka, jonka alapuolella on toiselta luokkatasolta (pa¨a¨ryhma¨, main
group) valittu Pumppu. Ta¨ma¨n luokan alapuolella on kolmas luokkataso (ryhma¨,
group) Syrja¨ytyspumppu ja viimeiselta¨ nelja¨nnelta¨ luokkatasolta (hyo¨dykeluokka,
commodity class) Ma¨nta¨pumppu. Itse hyo¨dykkeelle on ma¨a¨ritetty joukko ominai-
suuksia yksiko¨ineen. Vertaa luokittelua ohjelman 2.2 latteampaan pumppuluokit-
telutoteutukseen. eCl@ssin luokitusja¨rjestelma¨ on esitetta¨vissa¨ myo¨s numeerisesti.
Kuvan 3.1 ma¨nta¨pumppu on tunnistettavissa myo¨s numerosarjalla 36-41-05-04, joka
on eCl@ssin numeroja¨rjestelma¨n mukainen. Tarkalleen ottaen kyseessa¨ on radiaa-
lima¨nta¨pumppu. Numerosarjan jokainen segmentti kuvaa yhta¨ luokkatasoa, jossa
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Kuva 3.1 Esimerkki eCl@ss:in mukaisesta nelitasoisesta tuoteluokittelusta.
ensimma¨inen kuvaa ylinta¨ tasoa ja viimeinen alinta eli tarkinta luokkatasoa. Lisa¨ksi
laitteilla on lista ominaisuuksia kuvaavia attribuutteja, esimerkiksi ma¨nta¨pumpulla
on attribuutti Tuotto, jonka yksikko¨ on m3/h.
AutomationML:n tukijoita ovat muun muassa ABB, KUKA ja Siemens. Myo¨ta¨-
vaikuttajia ovat muun muassa Airbus Group, Festo ja EKS. Akateemisia tukijoita
muun muassa Ifak, RWTH ja Fortiss. Ta¨ydellinen listaus AutomationML:n koti-
sivuilta [7]. Sivustolta ei ka¨y ilmi onko kukaan AutomationML e.V.:n ja¨senisto¨sta¨
ottanut AutomationML:n ohjelmistoihinsa.
3.2 ISO 15926
ISO 15926 “Industrial automation systems and integration – Integration of life-
cycle data for process plants including oil and gas production facilities” [43] on
kansainva¨linen standardi teollisuuden mallintamisen ja tiedonsiirron tarpeisiin. Ni-
mesta¨a¨n huolimatta, standardi soveltuu myo¨s muille teollisuuden osa-aluille, kuin
o¨ljy- ja kaasulaitoksille. Se ma¨a¨ritta¨a¨ yleisen tason tietomallin, joka ottaa huo-
mioon [38] muun muassa laitoksen toimitusprojektin ja ka¨ytto¨vaiheen osapuolien
tarpeet elinkaaritiedon na¨ko¨kulmasta.
3.2. ISO 15926 23
ISO 15926 on jatkotarina standardille ISO 10303 “Automation systems and inte-
gration — Product data representation and exchange”, joka tunnetaan paremmin
nimella¨ STEP (Standard for the Exchange of Product model data). Kuten STEP:n
akronyymikin kertoo, sen tavoitteena on mallintaa ja siirta¨a¨ tuotetietoa. [52]
Standardin IEC 61360 tavoin ISO 15926-4:ssa on ma¨a¨ritetty katalogimainen kirjas-
to teollisuudessa ka¨ytetyista¨ termeista¨, mita¨ kutsutaan standardissa myo¨s nimella¨
RDL (Reference Data Library). Termit on kuvattu RDL-luokkina, jotka ovat ins-
tansseja standardissa ISO 15926-2 ma¨a¨ritellyista¨ tietotyypeista¨. Eli standardin toi-
nen osa ma¨a¨ritta¨a¨ miten standardin mukaisia termeja¨ kuvataan ja standardin nelja¨s
osa kuvaa termien semantiikan. [32, 48] Kuvassa 3.2 on esitetty kuvaa 3.1 vastaava
laiteluokittelu ISO 15926-4:n mukaisesti. Kuvasta on na¨hta¨vissa¨, etta¨ ISO 15926:n
tietomalli on ma¨a¨ritelty hyvin abstraktilla tasolla. ISO 15926-4:n mahdollisia yk-
silo¨ita¨ ovat asiat, jotka ovat olemassa ajassa ja paikassa.
Standardin alullepanija PCA [78] (POSC Caesar Association) ylla¨pita¨a¨ RDL-kirjas-
toa ja tarjoaa avoimen pa¨a¨syn kirjastoon RDS-palvelun (Reference Data Service)
avulla. Kun ohjelmistotoimittaja haluaa tietorakenteessaan ma¨a¨ritella¨ ja kertoa sel-
va¨sti minka¨laisesta elementista¨ on kyse, voi ha¨n viitata RDS-palvelun RDL-kirjas-
toon. Esimerkiksi ma¨nta¨pumppu voidaan ma¨a¨ritta¨a¨ viittaamalla osoitteeseen
http://data.posccaesar.org/rdl/RDS393992051
ja jonka tuoton yksikko¨ on m3/h viittaamalla osoitteeseen
http://data.posccaesar.org/rdl/RDS8128553985.
3.2.1 Proteus/DEXPI
DEXPI (Data Exchange in the Process Industry) [18] on Decheman johtaman Pro-
cessNet-hankkeen alainen tyo¨ryhma¨, jonka tavoitteena on edista¨a¨ ja kehitta¨a¨ tie-
donsiirtomenetelma¨a¨ petrokemianteollisuuden tarpeisiin. DEXPI:n tiedonsiirtomalli
perustuu edella¨ esiteltyyn standardiin ISO 15926 ja sen pohjalta tehtyyn Proteus-
skeematoteutukseen. Malli on esitetty la¨hteessa¨ [105] ja sen tavoitteena on valjastaa
PI-kaavioiden graafinen-, topologinen- ja laitekohtainen tieto konseptuaalisen mallin
avulla. Proteus-skeema, johon DEXPI-tietomalli perustuu, on jatkoa Noumenonin
XMpLant-skeemalle. Ta¨ma¨n hetkinen Proteus-skeeman luonnosversio 4.0.1 on tar-
koitettu vain PI-kaaviotiedon tiedonsiirtoon, mutta aikaisemmissa skeemaversioissa
on tuettuna 3D-objektien tiedonsiirto.
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Kuva 3.2 Esimerkki standardin ISO 15926 mukaisesta laiteluokittelusta
DEXPI-tyo¨ryhma¨n tavoitteena on kehitta¨a¨ tiedonsiirtoformaattia laitoksen toimi-
tusprojektin kolminaisuuden tarpeisiin. Kuvassa 3.3 esitetty kolminaisuus kuvaa
toimitusprojektin osapuolet. Toimitusprojektiin kuuluvat omistaja-operaattori, joka
tilaa laitoksen ja ka¨ytta¨a¨ sita¨, laitteistotoimittaja(t) ja EPC (Engineering-Procure-
ment-Construction), joka vastaa laitoksen suunnittelusta, hankinnasta ja rakenta-
misesta. Na¨iden osapuolien kesken on tarvetta siirta¨a¨ tietoa. Esimerkiksi ECP toi-
mittaa laitoksen dokumentaation ja ohjaus- ja kunnossapitoja¨rjestelma¨t omistaja-
operaattorille seka¨ hankintatarpeet laitteistotoimittajalle. Jo pelka¨sta¨a¨n EPC:n alla
on useita eri osa-alueiden toimijoita joiden on vaihdettava tietoa keskena¨a¨n; suun-
nittelun osa-alueella esimerkiksi PI-, sa¨hko¨- ja automaatiosuunnittelu.
Kuva 3.3 Toimitusprojektin osapuolet.
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DEXPI hyo¨dynta¨a¨ PCA/RDS RDL -palvelua tietomallinsa elementtien ma¨a¨rittelyyn.
Ohjelmassa 3.1 on esitetty ohjelman 2.3 ma¨nta¨pumpun implementaatio Proteus-
skeeman (versio 4.0.1) mukaisesti. Varsinainen ma¨nta¨pumppuun liittyva¨ tieto on
elementtien <Equipment...> ja </Equipment> va¨lissa¨, jonka attribuutit ID yksilo¨i
kyseisen pumpun; ComponentClass kertoo mihin luokkaan laite kuuluu ja Com-
ponentClassURI on viittaus osoitteeseen, jossa laiteluokka on ma¨a¨ritelty. Laite-
elementilla¨ on edelleen lapsielementti <GenericAttributes> (yleiset attribuutit), jol-
la on useampia <GenericAttribute>-lapsielementteja¨ (yleinen attribuutti). Yleinen
attribuuttielementti ma¨a¨ritta¨a¨ kokoelman yksitta¨isia¨ yleisia¨ attribuutteja. Laite-
elementilla¨ voi olla myo¨s useampia attribuuttikokoelmia ja na¨ma¨ kokoelmat erotel-
laan toisistaan ma¨a¨rittelema¨lla¨ kokoelman attribuutilla Set. DEXPI-spesifikaation
mukaiselle attribuuttikokoelmalle annetaan attribuutille Set arvo DexpiAttributes.
Yleisen attribuuttielementin attribuuteilla voidaan ma¨a¨ritella¨ sille esimerkiksi nimi,
arvo ja yksikko¨ seka¨ viittaukset osoitteisiin, joissa kyseinen yleinen attribuuttiele-
mentin luokka ja yksikko¨ on ma¨a¨ritetty (ks. esimerkiksi ohjelman 3.1 rivit 23-26).
DEXPI-tietomallille muuta oleellista tietoa on esitetty ohjelman riveilla¨ 5-13. Ri-
vit sisa¨lta¨va¨t tietoa esimerkiksi mita¨ skeemaversiota dokumentti noudattaa, mista¨
ja¨rjestelma¨sta¨ XML-dokumentti luotu ja milloin.
Kuvassa 3.4 on esimerkki, jossa laitossuunnitteluohjelmistolla on piirretty ma¨nta¨-
pumppu (a), joka on seuraavaksi viety Proteus-skeeman mukaiseen Proteus-tiedostoon.
Ta¨ma¨n ja¨lkeen tiedosto on luettu toisessa ohjelmistossa, jossa grafiikkaobjekti on re-
konstruktuoitu (b). Laitetiedot ja laitteen graafinen esitys sidotaan toisiinsa laiteni-
men perusteella (ohjelmassa 3.1 rivilla¨ 14: ComponentName).
(a) Ma¨nta¨pumpun graa-
finen esitys COMOS-
laitossuunniteluohjelmistossa.
(b) Simantics-alustalle COMOS-
laitossuunnitteluohjelmistosta tuotu
ma¨nta¨pumppu-grafiikkaobjekti.
Kuva 3.4 Esimerkki Proteus-tiedostolla Simantics-alustalle tuodusta Simenesin
COMOS-laitossuunnitteluohjelmiston ma¨nta¨pumppu-grafiikkaobjektista.
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1 <?xml version="1.0" encoding="utf -8"?>
<PlantModel
3 xmlns:xsd="http: //www.w3.org /2001/ XMLSchema"
xmlns:xsi="http: //www.w3.org /2001/ XMLSchema -instance">
5 <PlantInformation SchemaVersion="4.0.1" OriginatingSystem="xXx"
Date = "2017 -05 -16" Time = "10 :00:00 +02 :00"
7 Is3D = "no" Units = "mm" Discipline="PID">
<UnitsOfMeasure/>
9 </PlantInformation >
<Extent >
11 <Min X="0" Y="0"/>
<Max X="100" Y="100"/>
13 </Extent >
<Equipment ID="Dippa1" ComponentName="Pumppu1"
15 ComponentClass="PistonPump"
ComponentClassURI="http: //data.posccaesar.org/rdl/RDS393992051">
17 <GenericAttributes Number = "3" Set="DexpiAttributes">
<GenericAttribute Name="FlowRate" Value="210" Units="m3/h"
19 AttributeURI="http://data.posccaesar.org/rdl/RDS1059668431"
UnitsURI="http: //data.posccaesar.org/rdl/RDS393992051"/>
21 <GenericAttribute Name="MaximumPressure" Value="315" Units="bar"
AttributeURI="http://data.posccaesar.org/rdl/RDS7344775"
23 UnitsURI="http: //data.posccaesar.org/rdl/RDS1314539"/>
<GenericAttribute Name="LowerLimitTemperature" Value=" -15"
25 Units="DegreeCelsius"
AttributeURI="http://data.posccaesar.org/rdl/RDS400229"
27 UnitsURI="http: //data.posccaesar.org/rdl/RDS1322684"/>
</GenericAttributes >
29 </Equipment >
</PlantModel >
Ohjelma 3.1 Proteus-skeeman mukainen toteutus ohjelmassa 2.3 esitetysta¨
ma¨nta¨pumpun ma¨a¨rittelysta¨.
DEXPI-spesifikaatiota tukevia yrityksia¨ omistaja-operaattori -na¨ko¨kulmasta ovat
BASF, Bayer ja EVONIK. Tutkimustyo¨ta¨ spesifikaation eteen tekeva¨t RWTH Aac-
hen, AixCAPE ja VTT. Ohjelmistokehitta¨jista¨ Proteus/DEXPI-tietomallin ka¨ytto¨o¨n
ottaneita ovat muun muassa Autodesk, Aveva, Integraph, Siemens ja X-visual. [19]
Ta¨ssa¨ tyo¨ssa¨ selviteta¨a¨n Autodeskin AutoCAD P&ID:n, Aveva P&ID:n, Integraph
SmartPlantin seka¨ Siemens COMOS:in valmiutta tukea DEXPI-spesifikaatiota.
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3.3 PSK Standardisointi
Ta¨ssa¨ luvussa esitella¨a¨n PSK Standardisoinnin toimintaa, seka¨ sen laatimia suun-
nittelutiedonsiirron kannalta oleellisia standardeja.
PSK Standardisointi (PSK Standardisointi ry, PSK) [81] on riippumaton kansalli-
sen prosessiteollisuuden standardisointielin, joka tuottaa seka¨ ylla¨pita¨a¨ PSK- ja SFS-
standardeja. Teollisuutta tukeva standardisointi vaikuttaa sita¨ palveleviin yrityksiin,
niin kotimaisessa kuin kansanva¨lisessa¨ liiketoiminnassa. Kansainva¨linen aspekti tu-
lee huomioitua myo¨s PSK:n standardeissa, koska se ka¨ytta¨a¨ viitestandardeina kan-
sainva¨lisia¨ ja eurooppalaisia tuotestandardeja, joita tarvittaessa ta¨ydenneta¨a¨n vas-
taamaan kansallisen teollisuuden tarpeita. Suurin osa PSK:n standardeista on kir-
joitettu suomeksi ja englanniksi, ja lisa¨ksi ne on laadittu ka¨yta¨nno¨n na¨ko¨kulmasta
siten, etta¨ ne ovat helposti otettavissa ka¨ytto¨o¨n ka¨yta¨nno¨n tyo¨kaluiksi [80].
3.3.1 PSK 3605
PSK 3605 “Prosessiteollisuuden virtaus- ja PI-kaavioiden symbolit” [87] ma¨a¨rittelee
nimensa¨ mukaisesti prosessiteollisuuden virtaus- ja PI-kaavioiden symbolit. Stan-
dardi ka¨ytta¨a¨ kehyksena¨ standardia SFS-EN ISO 10628-2 symbolien ja niiden ni-
mea¨misen ma¨a¨ritta¨miseen, ja standardeja ISO 3511-5 ja SFS-ISO 14617-6 instru-
mentoinnin viivatyyppien ma¨a¨ritta¨miseen. PSK-standardi ta¨ydenta¨a¨ standardia SFS-
EN ISO 10628-2 lisa¨a¨ma¨lla¨ itse ma¨a¨riteltyja¨ ryhmia¨.
Kuvassa 3.5 on esimerkki kyseisen standardin ma¨a¨rittelema¨sta¨ pumppuryhma¨n sym-
boleista ja nimea¨miska¨yta¨nno¨ista¨. Jokainen ta¨ma¨n standardin mukainen symboli al-
kaa kirjaimella A, seuraavat kaksi numeroa muodostavat ryhma¨numeron ja viimei-
set kaksi numeroa ma¨a¨ritteleva¨t ryhma¨a¨n kuuluvan symbolin numeron. Esimerkiksi
A1502 ma¨a¨rittelee keskipakopumpulle ka¨ytetta¨va¨n symbolin, joka noudattaa stan-
dardin PSK 3605 symboliikkaa (A), kuuluu pumppuryhma¨a¨n (15) ja se on ryhma¨n
sisa¨lla¨ toinen symboli (02).
Kyseinen standardi on relevantti suunnittelutiedonsiirrolle siina¨ mielessa¨, etta¨ esi-
merkiksi Proteus-tiedostolla on mahdollista siirta¨a¨ PI-suunnittelutiedon sisa¨lta¨ma¨a¨
standardin mukaista grafiikkaa komponenttitietojen ja niiden va¨listen yhteyksien
lisa¨ksi.
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Kuva 3.5 Otos PSK 3605:n pumppuryhma¨n mukaisista piirrossymboleista ja ni-
mea¨miska¨yta¨nno¨sta¨. [87]
3.3.2 Tiedonsiirtostandardit
Tiedonsiirtostandardit yhdenmukaistavat miten tietoa esiteta¨a¨n ja mika¨ tieto on
laitosprojektin osapuolien kannalta relevanttia. Varsinkin tilaajan kannattaa sopia
tiedonsiirrosta toimittajan ja suunnittelun osapuolien kanssa. Kuvassa 3.6 on esitet-
ty PSK:n suunnitelma, millaisen prosessin kautta tilaaja ja toimittaja voivat sopia
tiedonsiirrosta. Prosessi soveltuu kuvassa 3.3 esitettyjen osapuolien keskina¨iseen tie-
donsiirtotarpeiden sopimiseen. Seuraavassa ka¨sitella¨a¨n PSK:n tiedonsiirtostandar-
deja.
PSK 5965 “Tiedonsiirto. Laitteiden luokat ja alaluokat” [85] soveltaa standarde-
ja ISO 15926-4 ja SFS-EN 10628 teollisuuden laitteiden luokkien ja alaluokkien
ma¨a¨rittelemiseen ja nimea¨miseen. Luokkia ovat muun muassa pumppu ja venttii-
li. Esimerkiksi keskipakopumppu on pumpun alaluokka ja varoventtiili on venttiilin
alaluokka. Ma¨a¨riteltyja¨ luokkia hyo¨dynneta¨a¨n ja¨rjestelmista¨ riippumattoman tie-
donsiirron rajapintama¨a¨rittelyssa¨. Luokat ryhmitella¨a¨n teknisen aloihin standardis-
sa PSK 5930 “Elektronisen suunnitteluaineiston siirto. Numeeristen, aakkosnumee-
risten ja aakkosellisten tietoelementtien esitysmuodot. Peruska¨sitteet ja esitystavat.”
[82] esitetyn nimea¨miska¨yta¨nno¨n mukaisesti.
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Kuva 3.6 PSK tiedonsiirtosuunnitelma. [83]
PSK 5981 “Tiedonsiirto. Tietoelementtiluettelo” ma¨a¨ritta¨a¨ PSK 5965:ssa ma¨a¨ritel-
lyille teollisuuden laiteluokille tietoelementit, jotka on soveltuvin osin yhtena¨istetty
standardien ISO 15926-4 ja IEC 61987-CDD (Common Data Dictionary) kanssa.
Tietojen periytyminen luokille ja luokkakohtaisten tietojen periytyminen edelleen
alaluokille noudattaa olio-ohjelmoinnin paradigmaa. Ta¨ssa¨ standardissa esitellyt tie-
toelementit ovat teollisuuden instrumentoinnin hankinnassa oleellisia ja ne on otet-
tava huomioon edella¨ esitellyn tiedonsiirtosuunnitelman laadintaprosessissa.
PSK 5969 “Tiedonsiirto. Ja¨rjestelmien attribuuttien vastaavuus. Automaation kent-
ta¨laitteiden tiedot” [86] poimii PSK 5981:ssa¨ ma¨a¨ritellyista¨ tietoelementeista¨ auto-
maation kent-ta¨laitteiden kannalta oleelliset tietoalkiot. Standardi listaa myo¨s eri
suunnitteluohjelmistojen vastaavat suunnitteluattribuutit.
Kuvasta 3.7 on na¨hta¨vissa¨ edella¨ esiteltyjen standardien va¨liset yhteydet. Kuvassa
nuoli kuvaa mihin standardiin viitataan. Kuvasta na¨hda¨a¨n, miten PSK-standardit
tarkentuvat edetta¨essa¨ oikealta vasemmalle.
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Kuva 3.7 PSK tiedonsiirtostandardien relaatiot.
3.3.3 XML-tiedonsiirtostandardit
PSK:n XML-tiedonsiirtostandardit ma¨a¨ritteleva¨t XML-skeeman, joka on saman kal-
tainen kuin aikaisemmin esitellyilla¨ tiedonsiirtostandardeilla. Kuvassa 3.8 on esi-
tetty XML-standardisarjan standardinen keskina¨iset yhteydet, seka¨ yhteydet kan-
sainva¨lisiin standardeihin. Kuvassa nuoli kuvaa mihin standardiin viitataan.
Laitteiden ma¨a¨rittely on esitetty standardeissa PSK 5963 (automaatio), PSK 5964
(sa¨hko¨ja¨rjestelma¨t) ja PSK 5965 (laitteet). Putkistorakenne kuvataan standardis-
sa PSK 5967, joka periytta¨a¨ hierarkkiaa kuvaavat luokat standardista PSK 5962.
Kantaluokkien ma¨a¨ritta¨misen lisa¨ksi PSK 5962 ma¨a¨ritta¨a¨ tiedonsiirtomallin.
Kuva 3.8 PSK XML-tiedonsiirtostandardien keskina¨iset suhteet.
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3.4 Vertailu
Laitosprojektin PI-suunnittelutiedon siirta¨miseen on tarjolla monia standardisoi-
tuja ratkaisuja. Edella¨ esitellyista¨ ratkaisuista jokaisella on mahdollista mallintaa
ja/tai siirta¨a¨ PI-suunnittelutietoa. Standardit IEC 62424 ja ISO 15926 ma¨a¨ritta¨va¨t
PI-suunnittelutiedon mallintamiseen soveltuvat metamallit, mutta ne ovat liian ge-
neerisia¨ PI-suunnittelutiedon konsistenttisuuden kannalta. Ta¨ma¨ tarkoittaa muun
muassa sita¨, etta¨ standardien pohjalta tehdyt tietomallitoteutukset voivat poiketa
paljonkin toisistaan. Ta¨ha¨n vertailuun on otettu mukaan standardien IEC 62424 ja
ISO 15926 pohjalta toteutetut ratkaisut ja niiden ominaisuuksien vertailu on esitetty
taulukossa 3.1.
Taulukko 3.1 Tiedonsiirtomallien ominaisuuksien erittely kriteereitta¨in.
Kriteeri DEXPI PSK PandIX AutomationML
Mita¨ tietoa siirreta¨a¨n PI PI PI PI
2D/(3D) Sa¨hko¨ Automaatio 3D
Automaatio Automaatio
Kinematiikka
Liittyva¨t standardit ISO 15926 Katso kuva IEC 62424 IEC 62424
3.8 ISO/PAS 17506
IEC 61131-3
Tiedonsiirtotapa XML(Proteus) XML(PSK 5962) XML(CAEX) XML(AML)
Spesifikaatioehdotus DEXPI- PSK standardi - IEC 62714
spesifikaatio
Ohjelmistokehitta¨ja¨t Autodesk - Implementoitavissa ABB
AVEVA AML:ssa¨ Daimler
Bentely Systems Siemens
Intergraph
Siemens
X-Visual
PandIX ei sina¨lla¨a¨n sovellu PI-suunnittelutiedon siirtoon, silla¨ se rajoittuu tarkas-
telemaan laitosmallia automaation na¨ko¨kulmasta. Sen tavoitteena on helpottaa tie-
donvaihtoa prosessi- ja automaatiosuunnittelun va¨lilla¨ siten, etta¨ suunnittelutie-
don ka¨sin kopioimisen sijaan PI-kaaviosta saatava rakenne- ja funktionaalisuustieto
ka¨sitella¨a¨n ja siirreta¨a¨n automaattisesti eri ohjelmistotoimittajien tyo¨kalujen va¨lilla¨
ka¨ytta¨en CAEX-pohjaista formaattia. [109] PandIX:ia on mahdollista hyo¨dynta¨a¨
CAEX-pohjaisissa malleissa, mutta sina¨lla¨a¨n sita¨ ei ole toteutettuna ohjelmistotoi-
mittajien ja¨rjestelmissa¨. Toisaalta PandIX:n funktionaalisuus on hyo¨dynnetta¨vissa¨
esimerkiksi AutomationML:ssa.
PSK on ma¨a¨ritellyt oman XML-pohjaisen tiedonsiirtomallinsa standardissaan PSK
5962. PSK ka¨ytta¨a¨ kaiken kattavasti erilaisia standardeja ja¨rjestelma¨riippumattoman
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XML-rajapinnan ma¨a¨rittelyyn, kuten kuvista 3.7 ja 3.8 voidaan todeta. PSK ka¨ytta¨a¨
rajapintama¨a¨rittelyssa¨a¨n niin kansainva¨lisia¨ standardeja, kuin itsensa¨ laatimia kan-
sallisia standardeja, jotka perustuvat kansainva¨lisiin standardeihin. Tietomallin ma¨a¨-
rittely perustuu standardin ISO 15926 kantaluokka la¨hestymistapaan [84]. Tieto-
mallin avulla on siirretta¨vissa¨ PI-, sa¨hko¨- ja automaatiosuunnittelutietoa. Toistai-
seksi ei ole tiedossa, etta¨ PSK:n mallia olisi otettu ka¨ytto¨o¨n ohjelmistotoimitta-
jien ja¨rjestelmissa¨, mutta la¨hestymistapa on vankasti standardisoituihin menetel-
miin pohjautuva.
AutomationML on monen standardoidun XML-pohjaisen menetelma¨n integraat-
tori. Sen sijaan, etta¨ se yritta¨isi kehitta¨a¨ jotakin ta¨ysin uutta, se integroi ylei-
sesti ka¨yto¨ssa¨ olevia menetelmia¨ yhdeksi kokonaisuudeksi ka¨ytta¨en runkona stan-
dardia IEC 62424. AutomationML:lla on mahdollista siirta¨a¨ PI-suunnittelutietoa,
silla¨ se pohjautuu CAEX:een, jolla on mahdollista mallintaa erilaisia hierarkki-
sia ja¨rjestelmia¨. SISO/PAS 17506 ja IEX 61131-3 standardituen ansiosta Automa-
tionML tukee myo¨s 3D-, kinematiikka- ja automaatiosuunnittelutiedon siirtoa [6].
AutomationML e.V.:lta¨ on saatavana joitakin pikkuna¨ppa¨ria¨ tyo¨kaluja [8] CAEX-
ja AutomationML-tiedostojen ka¨sittelyyn, mutta viela¨ harva suunnitteluohjelmisto
tukee AutomationML-formaattia [1]. Saatavilla olevat sovellusesimerkit ja tyo¨kalut
ovat robotiikka ja kappaletavara-automaatio-orientoituneita. Esimerkki hitsaus- ja
liukuhihnaprosessin mallintamisesta AutomationML:lla on esitetty la¨hteessa¨ [57].
AutomationML on standardisoitu kolmessa osassa standardissa IEC 62714 “Engi-
neering data exchange format for use in industrial automation systems enginee-
ring - Automation markup language”. Toisin kuin ISO 15926, AutomationML ei
ma¨a¨rittele muun muassa laiteluokkia ja laitteita [1]. Sen sijaan, etta¨ ohjelmistotoi-
mittaja voisi suoraan periytta¨a¨ ja viitata standardoituihin laiteluokkiin, esimerkiksi
RDS-palvelun kautta, on AutomationML:n tapauksessa ne ma¨a¨ritetta¨va¨ itse. Lisa¨ksi
ei ole standardisoitu menetelma¨a¨, jolla toimitusprojektin osapuolet voisivat sovittaa
eri luokat keskena¨a¨n yhteen [1].
DEXPI-tyo¨ryhma¨n standardin ISO 15926 pohjalta laatima tiedonsiirtomalli on var-
teenotettava vaihtoehto laitossuunnittelutiedon tiedonsiirtoon. Malli antaa mahdol-
lisuudet siirta¨a¨ PI-kaaviotietoa metatietoineen, eli suunnitelmasta ei ainoastaan mal-
linneta hierarkkista rakennetta, vaan suunnitelman elementtikohtaiset tiedot siir-
reta¨a¨n myo¨s (ks. ohjelma 3.1). Koska ISO 15926 pohjautuu standardiin ISO 10303,
on Proteus-tiedostolla mahdollista siirta¨a¨ myo¨s suunnitelman graafista tietoa stan-
dardoidusti. Uusin Proteus-skeemaversio 4.0.1 ei tue 3D-objektien siirtoa toisin kuin
edelta¨va¨ versio 3.6.0. Proteus-skeemat ovat taaksepa¨in yhteensopivia versioon 3.6.0
asti, silla¨ versiossa 4.0.1 instrumentointimalli on muutettu. Instrumentointimalli ku-
vaa minka¨ mittauksen ja sa¨a¨to¨funktion avulla prosessitoimilaitetta ohjataan, jot-
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ta mitattuun prosessisuureeseen voidaan vaikuttaa. Toisaalta ISO 15926 kuvaamaa
tietomallia on moitittu monimutkaiseksi [12, 40, 58], mutta DEXPI-spesifikaatio
yritta¨a¨ parhaansa mukaan muodostaa selkea¨n skeemakuvausen tuon mallin pohjalta.
Ta¨sta¨ huolimatta spesifikaatio antaa kohtuullisen vapaat ka¨det rajapintatoteutuk-
selle ja ta¨ma¨n vuoksi ohjelmistotoimittajien ratkaisut poikkeavat toisistaan. Ta¨ma¨
on na¨hta¨vissa¨ vertailemalla suunnitteluohjelmistoista tuotuja Proteus-tiedostoja.
PandIX:n ja PSK:n tiedonsiirtomallit eiva¨t tue PI-suunnittelutiedon graafista mal-
lintamista ja siirtoa. PandIX:n tietomallia on mahdollista ka¨ytta¨a¨ AutomationML:n
avustuksella. PSK:n la¨hestymistapa perustuu vankkoihin kansainva¨lisiin standardei-
hin ja na¨iden pohjalta valmisteltuihin kansallisiin standardeihin. AutomationML
on esitellyista¨ tiedonsiirtomalleista kattavin, mutta PI-suunnittelutiedon kannal-
ta esimerkiksi kinematiikkatietomalli ei ole PI-suunnittelutiedon kannalta oleellis-
ta. PandIX:n, PSK:n ja AutomationML:n tiedonsiirtomallit kattavat ta¨ma¨n tyo¨n
kannalta ylima¨a¨ra¨ista¨ tietoa ja lisa¨ksi niiden ohjelmistotuki on puutteellinen. Esi-
tellyista¨ tiedonsiirtomalleista Proteus-skeemaan perustuva DEXPI-spesifikaatio ka¨y
tyo¨n rajaukseen ja silla¨ on tiedetta¨va¨sti usean ohjelmistotoimittajan [19] ja omistaja-
operaattorin tuki taustalla. Muun muassa na¨ista¨ la¨hto¨kodista voidaan olettaa, etta¨
omistaja-operaattorien mielenkiinto DEXPI-spesifikaatiota kohtaan ajaa tiedonsiir-
tomallin kehitysta¨ eteenpa¨in ja motivoi ohjelmistotoimittajia enemmissa¨ ma¨a¨rin ke-
hitta¨ma¨a¨n suunnitteluohjelmistojensa Proteus/DEXPI-tukea.
DEXPI:n ja OPC UA:n va¨lille on kehitteilla¨ liittostandardi DEXPI-tyo¨ryhma¨n ja
OPC Foundationin yhteistyo¨na¨. Liittostandardin tavoitteena on ma¨a¨ritta¨a¨, miten
DEXPI-tietomalli esiteta¨a¨n OPC UA -tietomallina. Vastaavanlainen liittostandardi
on laadittu myo¨s AutomationML:n ja OPC UA:n kesken [9]. Ta¨ssa¨ tyo¨ssa¨ tehda¨a¨n
soveltuvuusselvitys (proof of concept) Proteus/DEXPI-mallin muuntaminen OPC
UA -tietomallin mukaiseen XML-tiedostoon Simantics-alustaa hyo¨dynta¨en. OPC
UA, mallien muunnos ja Simantics-alusta esitella¨a¨n luvussa 5.
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4. PI-SUUNNITTELUOHJELMISTOJEN
PROTEUS/DEXPI-TUKI
Ta¨ssa¨ luvussa esiteta¨a¨n katsaus suunnitteluohjelmistojen valmiuteen tukea Pro-
teus/DEXPI-mallia. Ta¨ma¨ malli vastaa Proteus-skeemaa, joka noudattaa DEXPI-
spesifikaation ma¨a¨ritta¨ma¨a¨ tietomallia. DEXPI-tyo¨ryhma¨n asettama tavoite PI-kaa-
vio tiedonvaihtoa varten on kuvassa 4.1. Suunnitteluohjelmistokehitta¨ja¨t kokoontu-
vat ma¨a¨ra¨ajoin saman po¨yda¨n a¨a¨reen hackathon-tapahtumissa1, joissa kehitta¨ja¨t tes-
taavat ohjelmistojensa tuonti- ja vientiominaisuuksia testitapauksin. Testitapaukset
ja tyo¨ryhma¨n ohjelmistokehitta¨jien aktiivisuus on esitetty taulukossa 4.1. Edisty-
minen kahden edellisen hackathonin va¨lilla¨ on osoitettu taulukossa sinisilla¨ soluilla.
Taulukon ensimma¨isessa¨ sarakkeessa on testitapauksen nimi ja toisessa sarakkeessa
suunnitteluohjelmiston tukemat tapaukset. Testitapauksien sisa¨lto¨ ja testausproses-
si on ma¨a¨ritetty avoimessa la¨hteessa¨ [21].
Kuva 4.1 DEXPI-tyo¨ryhma¨n suunnittelutiedonsiirrolle asettama tavoite PI-kaavio. [20]
Taulukon 4.1 sisa¨lto¨ ei kerro miten kypsia¨ suunnitteluohjelmistojen toteutukset ovat,
ennemmin mita¨ toteutuksen osa-alueita on aloitettu kehitta¨ma¨a¨n. Kaikki tiedostot
1Hackathon (a.k.a hack day/hackfest/sprint/codefest/...) on ICT-aiheinen tyo¨paja, missa¨ jouk-
ko ihmisia¨ yhteistuumin kehitta¨a¨ ratkaisuja annettuihin ongelmiin.
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Taulukko 4.1 DEXPI-tyo¨ryhma¨n testitapaukset ja suunnitteluohjelmistojen
Proteus/DEXPI-tuen tilanne. Sinisella¨ va¨rja¨tyt solut ovat lisa¨yksia¨ kahden hackat-
hon tapahtuman va¨lilla¨.
Testitapaus A B C D
C01 Pump, Tank, and Control loop - - - -
C02 DEXPI Example Complete E+P - ✓ ✓ -
C03 DEXPI Example Tank Displ Pump Pipe with Tee - ✓ ✓ -
C04 DEXPI Example Pump Plate Heat Exchanger - ✓ ✓ -
E01 Tank T100 ✓ ✓ ✓ ✓
E02 Tank with Nozzles ✓ ✓ ✓ ✓
E03 Pump With Nozzles ✓ ✓ - -
E04 HeatExchanger With Nozzles ✓ ✓ - -
E05 Pump With Nozzles And HeatExchanger With Nozzles ✓ ✓ - -
E06 Pump, HeatExchanger, Nozzles Connected With PNS ✓ ✓ - -
E07 PressureVessel with ColumnSections - - - -
E08 ProcessColumn with ColumnSections - - - -
I01 Measurement - ✓ ✓ ✓
I02 Control - ✓ ✓ ✓
I03 Measurement and Control - ✓ - ✓
I04 Measurement and Control - - ✓ ✓
I05 Two flow indications and flow ratio control in CCR - - - ✓
I06 CCR flow indication and high alarm, flow control, control valve - - - ✓
I07 Local and CCR pressure indic., alarm and safety switch - - - ✓
I08 Local pressure indication, CCR pressure indication, alarms and switches - - - ✓
I09 Measurement - - - ✓
I10 Measurement - - - ✓
I11 Measurement - - ✓ ✓
I12 Control - - ✓ ✓
P01 Pipe FromTo Nozzles ✓ ✓ ✓ ✓
P02 Pipe From OPC to Nozzle - ✓ - ✓
P03 Pipe With Edge ✓ ✓ - -
P04 Pipe With Intersection ✓ ✓ - -
on validoitu ja verifioitu Proteus-skeemaa (luonnosversio 4.0.1) vasten. DEXPI:lla
on ka¨yto¨ssa¨a¨n tyo¨kalu suunnitteluohjelmistoista tuotettujen tiedostojen semantii-
kan verifioimiseksi DEXPI-spesifikaatiota vasten. Tiedoston semantiikan oikeellisuu-
desta ei voi tehda¨ pa¨a¨telmia¨ rakenteellisesta osuvuudesta ja vice versa. Esimerkki
semanttisesta oikeellisuudesta Proteus/DEXPI:n yhteydessa¨ voisi olla mallin mu-
kaisten attribuuttien, kuten ComponentClass :in ja ComponentClassURI :in, ka¨ytto¨
ja yhteensopivuus. Edella¨ mainittu yhteensopivuus Proteus/DEXPI-mallin kanssa
tarkoittaa sita¨, etta¨ ComponentClass :lle asetetulle arvolle on lo¨ydytta¨va¨ vastaa-
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vuus PCA:n tai DEXPI:n RDL-kirjastosta. Joillekin testitapauksille on luotu erilli-
nen XML-muotoinen verifiointitiedosto, joka kertoo mita¨ tietoa ja millaisella raken-
teella DEXPI odottaa suunnitteluohjelmistoista tuotujen tiedostojen noudattavan.
Tiedostoihin on sisa¨llytetty myo¨s metadataa. Na¨ma¨ verifiointitiedostot, kuten ei
myo¨ska¨a¨n tyo¨ryhma¨n verifiointityo¨kalu, eiva¨t ota kantaa miten kaavioiden grafiikka
on XML-dokumentissa esitetta¨va¨.
Koska ka¨ytetta¨vissa¨ on era¨a¨nlaisia verifiointitiedostoja, joiden mukaista rakennetta
suunnitteluohjelmistoista tuotujen tiedostojen odotetaan noudattavan, on mahdol-
lista tarkastella miten paljon nykyiset toteutukset poikkeavat niin sanotusta refe-
renssista¨. XML-dokumenttien keskina¨isten rakenteellisten ja semanttisten ominai-
suuksien vertailemista varten on kehitetty menetelmia¨ ja mittareita samankaltai-
suuden ma¨a¨rittelemiseksi. XML-dokumenttien rakenteen samankaltaisuutta on tut-
kittu la¨hteissa¨ [56, 28, 65, 88]. Rakenteellisen ja semanttisen samankaltaisuuden
yhdista¨va¨ menetelma¨ on esitetty la¨hteessa¨ [108]. Guerrini et al. [31] esitta¨va¨t jou-
kon erilaisia samankaltaisuusmittareita XML-dokumenttien ryhmittelyn (clustering)
na¨ko¨kulmasta. Samankaltaisuutta voidaan arvioida myo¨s ryhmittelyn avulla, tar-
kastelemalla kuinka kaukana, tai la¨hella¨, dokumentti on jotakin dokumentti ryhmit-
tyma¨a¨. Joukko erilaisia dokumentteja voidaan jakaa eri ryhmiin esimerkiksi XML-
skeemojen avulla tai ka¨ytta¨ma¨lla¨ automaattisia menetelmia¨ dokumenttien rakentei-
den tunnistamiseen. Erilaisia ryhmittelymenetelmia¨ on esitetty la¨hteissa¨ [15, 17, 22,
51, 55, 77, 122]
Dokumenttien poikkeavuutta/pa¨a¨llekka¨isyytta¨/samankaltaisuutta referenssitiedos-
tosta voidaan mitata Simpsonin2 samankaltaisuuskertoimella [96] (Simpson simila-
rity coefficient), joka on sukua Jaccardin [45] kertoimelle. Simpsonin samankaltai-
suuskerroin voidaan joukko-opillisesti esitta¨a¨ muodossa
S(A,B) =
⎧⎨⎩
|A∩B|
|A∩B|+|A−B| , jos |A ∩B|+ |A−B| < |A ∩B|+ |B − A|
|A∩B|
|A∩B|+|B−A| muuten
(4.1)
tai muodossa
S(A,B) =
|A ∩B|
min(|A|, |B|) , (4.2)
2Simpsonin samankaltaisuuskerroin tunnetaan myo¨s nimilla¨ Szymkiewicz-Simpson -kerroin ja
pa¨a¨llekka¨isyyskerroin (overlap coefficient).
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joissa A ja B ovat joukkoja. Yhta¨lo¨iden osoittajissa on joukkojen A ja B leikkauk-
sien mahtavuus3, ja nimitta¨ja¨ssa¨ na¨ista¨ kahdesta joukoista pienemma¨n joukon mah-
tavuus. Joukkojen mahtavuudet ovat kokonaislukuja ja kerroin on rationaaliluku.
Saatu kertoimen arvo on sita¨ la¨hempa¨na¨ arvoa yksi, mita¨ enemma¨n yhteisia¨ alkioita
na¨illa¨ kahdella joukolla on. Simpsonin samankaltaisuuskerrointa voidaan hyo¨dynta¨a¨
dokumenttien rakenteiden vertailussa, kun dokumenteista erotetaan joukko raken-
netta kuvaavia piirteita¨. Yksista¨a¨n pelkkien XML-elementtien vertaileminen ei ker-
ro rakenteesta mita¨a¨n. Koska XML-dokumentit ovat rakenteiltaan puuhierarkkisia,
voidaan dokumenttien juuripoluista [88] muodostaa piirrevektoreita [122]. Juuripo-
lut ovat reitteja¨ dokumentin juurielementista¨ jokaiseen lehteen. Esimerkiksi ohjel-
man 3.1 juurielementti on PlantModel ja era¨s lehti UnitsOfMeasure, ja juuripolku
muodostuu na¨iden kahden elementin va¨lisesta¨ reitista¨
{PlantModel/PlantInformation/UnitsOfMeasure}.
Kuvassa 4.2 on esitetty ohjelman 3.1 XML-dokumentti puurakenteisena diagrammi-
na.
PlantModel
PlantInformation
UnitsOfMeasure
Equipment
GenericAttributes
GenericAttribute
Kuva 4.2 Ohjelman 3.1 XML-dokumenttia vastaava puurakenne.
Kuten kuvasta havaitaan, dokumentilla on myo¨s toinen juuripolku. Yhdessa¨ edellisen
polun kanssa muodostuu dokumentin juuripoluista koostuva piirevektorien joukko
{PlantModel/Equipment/GenericAttributes/GenericAttribute,
PlantModel/PlantInformation/UnitsOfMeasure}.
La¨hto¨kohtaisesti verifiointitiedostot ovat kooltaan pienempia¨, eli niissa¨ on va¨hemma¨n
3Joukon mahtavuus, eli alkioiden lukuma¨a¨ra¨ joukossa.
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A B
0<S(A,B)<1
A B
S(A,B)=1
A B
S(A,B)=1
Kuva 4.3 Venn-diagrammiesimerkki Simpsonin samankaltaisuukertoimesta.
juuripolkuja, ja siten myo¨s niista¨ muodostuva joukko on pienempi kuin suunnitte-
luohjelmistoista tuodut tiedostot. Ta¨ma¨ oletus juontuu siita¨, etta¨ suunnitteluoh-
jelmistoista tuodut tiedostot sisa¨lta¨va¨t muun muassa suunnitelmien graafista tie-
toa. Kaavan (4.2) ka¨ytto¨ sellaisenaan dokumenttien samankaltaisuuden arvioinnis-
sa johtaa harhaan tapauksissa, joissa verrattavan tiedoston juuripolkujen joukko
on pienempi. Mielenkiintoista on ta¨ssa¨ yhteydessa¨ tieta¨a¨, miten suuri osa verifioin-
titiedoston rakenteesta lo¨ytyy suunnitteluohjelmistosta tuodusta tiedostosta eika¨
pa¨invastoin. Ta¨ta¨ tilannetta on havainnollistettu kuvassa 4.3, jossa on kolme Venn-
diagrammia. Jokaisessa tapauksessa vihrea¨lla¨ merkitty joukko A esitta¨a¨ verifioin-
titiedoston juuripolkujen joukkoa ja tarkasteltavan tiedoston juuripolkujen joukko
B on esitetty punaisella. Ensimma¨isessa¨ tapauksessa joukko A ja B leikkaavat toi-
sensa, eli tarkasteltavasta rakenteesta lo¨ytyy joitakin samankaltaisia rakenteellisia
ominaisuuksia kuin verifiointitiedostossa. Keskimma¨isessa¨ tapauksessa joukko A on
aito osajoukko joukosta B, koska A on osajoukko B :sta¨ ja A ei ole sama kuin B.
Ta¨ma¨ tarkoittaa sita¨, etta¨ tarkasteltavasta tiedostosta lo¨ytyy verifiointitiedostoa
vastaava rakenne. Viimeisessa¨ tapauksessa, jossa joukko A on suurempi kuin jouk-
ko B, Simpsonin samankaltaisuuskertoimen arvo on sama kuin keskimma¨isessa¨ ta-
pauksessa. Joukko-opillisesti tulkinta on oikea, mutta yhteys jossa sita¨ on tarkoitus
ka¨ytta¨a¨, antaa kerroin va¨a¨ra¨a¨ tietoa. Kertoimen pita¨isi kertoa kohdetiedoston vas-
taavuudesta verifiointitiedostoon, mutta ta¨ssa¨ valossa kerroin osoittaa rakenteiden
olevan yhta¨la¨iset, vaikka diagrammin pohjalta tulkinnan pita¨isi olla samankaltai-
nen kuin ensimma¨isessa¨ tapauksessa, eli kohdetiedoston rakenne ei ta¨ysin vastaa
verifiointitiedoston rakennetta.
Simpsonin samankaltaisuuskertoimen kaavaa hieman muuttamalla saadaan se sovel-
tumaan kaikkiin edella¨ esitettyihin tapauksiin muokkaamalla se muotoon
S(A,B) =
|A ∩B|
|A| , (4.3)
jossa A on verifiointitiedoston juuripolkujen joukko ja B on tarkasteltavan tiedoston
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juuripolkujen joukko. Joukkojen leikkausjoukon mahtavuus jaetaan joukon A mah-
tavuudella. Na¨in muodostettu kerroin ilmaisee joukkojen samankaltaisuutta veri-
fiointitiedoston na¨ko¨kulmasta. Kuvan 4.3 viimeisessa¨ tapauksessa, kaavan uudelleen
ma¨a¨rittelemisen ja¨lkeen, voi samankaltaisuuskerroin saada arvoja 0<S(A,B)<1.
Kuvassa 4.4 on esitetty esimerkki juuripoluista puuhierarkkisessa rakenteessa. Kuten
edella¨ todettiin, juuripolut ovat reitteja¨ puun juurielementista¨ lehtielementteihin, ja
na¨ita¨ juuripolkuja ka¨yteta¨a¨n puuta kuvaavina piirrevektoreina. Puun P juuriele-
mentti on a ja silla¨ on kaksi lehtielementtia¨ d ja f. Puun P vastaavat juuripolut
lo¨ytyva¨t puusta A, jolla on lisa¨ksi kaksi muuta juuri polkua. Puulla B ei ole yhtene-
via¨ juuripolkuja puiden P ja B kanssa. Puiden piirrevektorit on esitetty taulukos-
sa 4.2, jossa
p1 = {a,b,c},
p2 = {a,c,e,f},
p3 = {a,c,e,g},
p4 = {a,h,i},
p5 = {a,b,f},
p6 = {a,c,e},
p7 = {a,d}.
Taulukosta on helposti na¨hta¨vissa¨ puiden A ((P,A)=1) ja B ((P,B)=0) samankal-
taisuus verrattuna puuhun P.
a
Puu P
b
d
c
e
f
a
Puu A
b
d
c
e
f g
h
i
a
Puu B
b
f
c
e
d
Kuva 4.4 Juuripolkuesimerkki puuhierarkisessa rakenteessa.
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Taulukko 4.2 Juuripolut kuvasta 4.4
Puu
Polku
p1 p2 p3 p4 p5 p6 p7
P 1 1 0 0 0 0 0
A 1 1 1 1 0 0 0
B 0 0 0 0 1 1 1
Ohjelmassa B.1 on Python-koodilla toteutettu ohjelma juuripolkujen erottamiseksi
syo¨tetiedostoista. Ohjelma hakee ensimma¨iseksi kaikki XML-dokumentin lehtiele-
mentit ja selvitta¨a¨ rekursiivisesti polun lehdesta¨ juureen. Kuvan 4.4 puun A ta-
pauksessa ensiksi haetaan elementit d, f, g ja i, ja seuraavaksi jokaisesta lehdesta¨
erikseen reitti oksia pitkin juureen. Proteus-skeeman mukaan <GenericAttributes>-
elementeilla¨ voi olla useampia <GenericAttribute>-elementteja¨, ja <GenericAttrib-
utes>-elementteja¨ voi esiintya¨ samalla hierarkiatasolla useampia. DEXPI-spesifikaa-
tion mukaiset attribuuttijoukot esiteta¨a¨n asettamalla elementin <GenericAttribu-
tes> attribuutin Set arvoksi DexpiAttributes. Dokumentin rakennetta tarkasteltaes-
sa ei juuripolkuihin ole tarvetta sisa¨llytta¨a¨ tietoa jokaisesta semantiikkaa kuvaavas-
ta <GenericAttribute>-elementista¨. Esimerkiksi kuvan 4.4 puussa A elementtia¨ e
voisi vastata elementti <GenericAttributes>, ja solmut f ja g <GenericAttribute>-
elementteja¨. Na¨ista¨ kahdesta muodostuvasta juuripolusta (p2 ja p3 ) piirrevektorien
joukkoon valitaan ensimma¨isena¨ vastaan tiedostoa la¨pika¨yta¨essa¨ tuleva juuripolku.
Lehtien lukuma¨a¨ra¨ elementtien <GenericAttribute> tapauksessa ei ole mielenkiin-
toinen tutkittava seikka, koska ne kuvaavat ennemmin dokumentin metatietoa kuin
rakennetta. Suunnitteluohjelmistotoimittajat voivat ma¨a¨ritella¨ Proteus-skeeman ja
DEXPI-tietomallin mukaisesti eria¨via¨ ma¨a¨ria¨ <GenericAttribute>-elementteja¨.
Taulukossa 4.3 on esitetty testitapauksien samankaltaisuuskertoimet verifiointitie-
dostoa vasten prosentteina vertailun helpottamiseksi. Kaikille testitapauksille ei ole
viela¨ tyo¨n kirjoitusvaiheessa verifiointitiedostoa saatavilla.
Taulukko 4.3 Suunnitteluohjelmistoista tuotujen tiedostojen rakenteen samankaltaisuus
verifiointitiedostoon na¨hden prosentteina.
Testitapaus A(%) B(%) C(%) D(%) VER
E01 Tank T100 50 50 100 50 4
E02 Tank with Nozzles 37 21 74 47 19
E03 Pump With Nozzles 50 33 - - 6
I01 Measurement - 55 65 15 20
VER - Piirrevektorien lukuma¨a¨ra¨ verifiointitiedostossa
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5. DEXPI/PROTEUS-TIETOMALLIN
MUUNTAMINEN OPC UA -TIETOMALLIKSI
Ta¨ssa¨ luvussa tutustutaan OPC Foundationin (OPC) [72] laatimaan OPC Unified
Architecture (OPC UA) palvelukeskeiseen arkkitehtuuriin (service oriented architec-
ture, SOA) tietomallintamisen na¨ko¨kulmasta. Lisa¨ksi ma¨a¨riteta¨a¨n miten Proteus/-
DEXPI-malli kuvataan OPC UA:n tietomalliksi. Lopuksi esitella¨a¨n mallimuunnos-
tyo¨kalu Proteus/DEXPI-OPC UA -muunnoksen automatisoimiseksi.
5.1 OPC Unified Architecture
OPC Unified Architecture on OPC:n laatima viestinta¨protokolla automaatioteolli-
suuden laitteistojen ja ohjelmistojen va¨liseen tiedonsiirtoon; kentta¨laitteista toimin-
nanohjausja¨rjestelmiin. OPC UA:n tavoitteena on helpottaa ja yhdenmukaistaa ku-
vassa 5.1 esitettyjen yrityksen funktioiden va¨lista¨ tiedonsiirtoa. Pa¨a¨sta¨kseen ta¨ha¨n
tavoitteeseen OPC on ma¨a¨ritta¨nyt yleisen infrastruktuurimallin, joka rakentuu tieto-
, sanoma-, viestinta¨ ja yhdenmukaisuusosamallista. [73] OPC UA on standardisoitu
13 osassa standardissa IEC 62541 “OPC Unified Architecture”.
OPC UA on alustariippumaton standardi, minka¨ avulla monenlaiset ja¨rjestelma¨t ja
laitteet voivat kommunikoida keskena¨a¨n erilaisissa verkoissa asiakaskoneen (client) ja
palvelimen (server) kesken [73]. OPC UA:n aikaisempi toteutus OPC Classic toimii
ainoastaan Microsoft-alustalla hyo¨dynta¨en viestinta¨a¨n sen COM/DCOM-rajapintaa.
OPC UA on takaisin yhteensopiva OPC Classic:in kanssa. Aikaisemmin OPC ma¨a¨-
ritteli omat erilliset mallit tiedonka¨sittelylle (Data Access, DA), ha¨lytyksille ja ta-
pahtumille (Alarm & Events, AE) ja historiatiedolle (Historical Data Access, HDA).
Esimerkiksi DA:sta luetulla arvolla ei ole yhtyma¨kohtaa HDA:n historiatietoihin.
OPC UA muun muassa yhdenmukaistaa na¨ma¨ osamallit yhdeksi malliksi samaan
osoiteavaruuteen (address space). Nyt DA, HDA ja AE on integroitu samaan mal-
liin ja niihin pa¨a¨see ka¨siksi palvelimen tarjoamien palvelujen kautta. [59, 73] Eri
siirtymistapoja OPC Classic:sta OPC UA:han on esitetty la¨hteissa¨ [33, 54, 59].
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Kuva 5.1 OPC UA:n soveltuvuus yrityksien eri funktioihin.[73]
5.2 OPC UA -tietomalli ja AddressSpace-mallinnus
OPC UA:aan metamalli on ma¨a¨ritetty standardissa IEC 62541-3 [75]. Mallia kut-
sutaan myo¨s nimella¨ osoiteavaruusmalli (address space model, AddressSpace). Ku-
vassa 5.2 esitetylla¨ OPC UA:n metamallilla on mahdollista mallintaa muun muas-
sa laitteita, toiminnallisuutta ja ja¨rjestelma¨tietoa. Lisa¨ksi mallinnettujen objektien
va¨lilla¨ voi olla erilaisia yhteyksia¨ viittauksien (Reference) avulla. Osoiteavaruusmal-
li ma¨a¨ritta¨a¨ rakennuspalikat instanssien ja tyyppitiedon esitta¨miselle. Metamallia
ka¨yteta¨a¨n tiedon kuvaamiseen ja kuinka OPC UA -palvelin voi tuoda mallinnetun
tiedon esille osoiteavaruutensa kautta. [59]
Perusluokkalla (Base) on kompositio-relaation kautta seitsema¨n eri attribuuttia, jois-
ta NodeId, BrowseName, NodeClass ja DisplayName ovat pakollisia. Attribuuttien
Description, WriteMask ja UserWriteMask ma¨a¨ritta¨minen on mallintajan oman
harkinnan varassa. Perusluokasta voidaan periytta¨a¨ luokkia, jolloin ne periva¨t edella¨
esitetyt perusluokan attribuutit. Standardisoituja luokkia ovat Variable, VariableTy-
pe, Object, ObjectType, View, DataType, RerefenceType jaMethod, ja ne on ma¨a¨ritetty
standardissa IEC 62541-5 [74]. Na¨ille luokille on ma¨a¨ritetty luokkakohtaisesti jouk-
5.2. OPC UA -tietomalli ja AddressSpace-mallinnus 43
Kuva 5.2 OPC UA:n metamalli UML-notaatiolla esitettyna¨.[75]
ko attribuutteja. IEC 62541-3 ma¨a¨ritta¨a¨ metamallin, eli peruskonseptit joihin OPC
UA perustuu. Standardissa IEC 62541-5 ma¨a¨riteta¨a¨n perustietomalli, joka toimii
mallinnettavien ja¨rjestelmien kehyksena¨.
OPC UA -tietomalli tarjoaa palvelimille standardisoidun tavan esitta¨a¨ objekteja
asiakaskoneille. Objektit on rakennettu muista objekteista, muuttujista ja meto-
deista, ja ne kuvaavat olemassa olevia entiteetteja¨, esimerkiksi PI-kaavion pump-
pua. Na¨illa¨ objekteilla voi olla myo¨s yhteyksia¨ muihin objekteihin, kuten esimerkik-
si pumpulla on olla laippa ja laippaan kiinnittyy putki. Ta¨llaiset suhteet objektien
va¨lilla¨ kuvataan viittauksilla. [10]
OPC UA -palvelin rakentuu objekteista ja niihin liittyva¨sta¨ tiedosta. Tieto minka¨
palvelin paljastaa asiakaskoneelle rakentuu osoiteavaruudesta, jota kutsutaan OPC
UA:n termein AddressSpace:ksi. Na¨ma¨ objektit ovat AddressSpace:ssa solmuja (No-
des), joilla on attribuutteja ja viittauksia, joilla solmut liittyva¨t muihin solmuihin.
Edella¨ esiteltyja¨ kahdeksaa luokkaa ka¨yteta¨a¨n kuvaaman osoiteavaruuden kompo-
nentteja. Na¨ma¨ luokat ovat solmuluokkia (NodeClass) ja ne ma¨a¨ritteleva¨t osoitea-
varuudelle metatiedon ja ne on ma¨a¨ritetty standardissa IEC 62541-3.
Riippuen solmun luokasta, toisin sanoen minka¨ solmuluokan (NodeClass:in) solmu
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(Node) perii, sen mukainen on solmun graafinen esitys OPC UA AddressSpace:ssa.
Solmuluokkien graafiset notaatiot on esitetty taulukossa 5.1. Varjostetut symbo-
lit esitta¨va¨t tyyppeja¨. ObjectType-solmuluokka on siis AddressSpace:n solmu, joka
ma¨a¨rittelee Object-solmulle tyypin. Reference on nimettyosoitin (pointer) solmus-
ta toiseen ja ReferenceType ma¨a¨ritta¨a¨ osoittimelle tyypin. Kaikilla viittauksilla on
oltava tyyppi, mutta kaikilla objekteilla ei va¨ltta¨ma¨tta¨ ole ma¨a¨ritettya¨ tyyppia¨. [73]
Taulukko 5.1 OPC UA -solmuluokkien (NodeClass) notaatio.[75]
Nimi Notaatio
Object
ObjectType
Variable
VariableType
DataType
ReferenceType
Method
View
Kahden solmun va¨lista¨ yhteytta¨ kuvataan viittauksella. Koska viittaus ei ole osoi-
teavaruuden solmu, niin siihen ei pa¨a¨sta¨ suoraan ka¨siksi ja ta¨ma¨n vuoksi viittauk-
selle ei voida ma¨a¨ritta¨a¨ attribuutteja tai muita ominaisuuksia. Viittauksen seman-
tiikka on ma¨a¨ritetta¨vissa¨ viittaustyypin (ReferenceType) avulla. [59] Viittaustyypit
on ma¨a¨ritetty la¨hteessa¨ [75] ja miten ne esiteta¨a¨n osoiteavaruudessa on ma¨a¨ritetty
la¨hteessa¨ [74]. Viittaustyypit voidaan esitta¨a¨ osoiteavaruuden solmuina ja ne voi-
daan siten saattaa asiakaskoneen tietoisuuteen, vaikka palvelimelle olisi ma¨a¨ritetty
uusia, ei standardissa ma¨a¨ritettyja¨, viittaustyyppeja¨. Ta¨ma¨ on mahdollista, silla¨
viittaustyyppi on laajennettavissa oleva konsepti. [59]
Riippuen onko viittaus tyypilta¨a¨n symmetrinen, asymmetrinen tai hierarkkinen,
ka¨yteta¨a¨n taulukon 5.2 mukaista notaatiota. Yleensa¨ viitaukset osoittavat la¨hto¨sol-
musta kohdesolmuun, mutta HasSubtype-viittaus on ainoa poikkeus sa¨a¨nto¨o¨n. Viit-
tausnotaatioon liiteta¨a¨n myo¨s viittaustyypin tai viittaustyyppijohdannaisen nimi.
Taulukossa 5.3 on ma¨a¨ritetty muutamille viittaustyypeille omat notaatiot. Huomaa
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Taulukko 5.2 OPC UA viittaustyyppien notaatio (ReferenceType). [75]
Viitaustyyppi Notaatio
Any symmetric ReferenceType
Any asymmetric ReferenceType
Any hierarchical ReferenceType
HasSubtype-viitauksen orientaatio taulukossa. Na¨ita¨ voidaan ka¨ytta¨a¨ taulukossa 5.2
esitettyjen notaatioiden ja viittaustyypin nimen yhdistelmien sijasta. [75]
Taulukko 5.3 OPC UA viittauksien notaatio (Reference). [75]
Viittaus Notaatio
HasComponent
HasProperty
HasTypeDefinition
HasSubtype
HasEventSource
Kuvassa 5.3 on mallinnettu ohjelmasta 2.3 tuttu pumppulista OPC UA:n konsep-
tein. Solmulle PumppuLista on ma¨a¨ritetty tyyppi PumppuListaTyyppi viittauksel-
la HasTypeDefinition. HasComponent-viittauksilla solmulle PumppuLista on lisa¨tty
kaksi solmua, jotka mallintavat listalla olevia pumppuja MantaPumppu ja Keski-
PakoPumppu. Viittaus HasComponent kertoo, etta¨ kohdesolmu on osa la¨hto¨solmua
(part-of). Solmu Objects on viittauksella Organizes kiinni PumppuLista:ssa. Ky-
seista¨ viittausta ka¨yteta¨a¨n solmujen ryhmittelyyn.
Edetta¨essa¨ AddressSpace:ssa syvemma¨lle PumppuLista:n komponenttiinMantaPump-
pu, lo¨ydeta¨a¨n ma¨nta¨pumpun tyyppima¨a¨rittelyHasTypeDefinition-viittauksella Pump-
puTyyppi ja ominaisuudetMinLampotila, MaxPaine ja Tuotto HasProperty-viittauksin.
MantaPumpun mallinnus on esitetty kuvassa 5.4.
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Kuva 5.3 Ohjelman 2.3 pumppulista OPC UA:n ka¨sitteiden mukaisesti mallinnettuna.
Kuvakaappaus UaModeler-ohjelmasta [111]
Kuva 5.4 Ohjelman 2.3 ma¨nta¨pumppu OPC UA:n ka¨sitteiden mukaisesti mallinnettuna.
Kuvakaappaus UaModeler-ohjelmasta [111]
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5.3 Simantics
Simantics [100] on avoin integraatioalusta, joka on kehitetty eritoten mallintamisen
ja numeerisen simuloinnin tarpeisiin. Simantics-alustaa voidaan ka¨ytta¨a¨ eri ohjel-
mistojen keskina¨iseen integroimiseen seka¨ mallinnus- ja simulointityo¨kalujen kehi-
tysalustana. Alusta on julkaistu avoimena la¨hdekoodina ja se on lisensoitu EPL-
lisenssilla¨ (Eclipse Public License) [24]. Koska alusta halutaan pita¨a¨ avoimena myo¨s
jatkossa, ja alustan jatkokehitys ja ylla¨pito halutaan turvata, on Teollisuuden hajau-
tetun tiedonhallinnan yhdistys THTH ry:n [107] alaisuuteen perustettu Simantic-
jaos. Simantics-alustan sovellustapauksia on esitetty la¨hteessa¨ [46].
5.3.1 Simantics-alusta
Simantics-alustan perustana on avoin ja laajennettava semanttinen tietomalli, jonka
avulla on mahdollista esitta¨a¨ integroitujen ja implementoitujen ja¨rjestelmien tieto-
ja. Integraattorialustalle ta¨rkea¨ ominaisuus on pystya¨ ka¨sittelema¨a¨n eri ja¨rjestelmien
tietomalleja. Ta¨ma¨ on toteutettu Simantics-alustassa ontologiaperusteisella muun-
nostoteutuksella, jonka avulla mallit kuvataan ja muunnetaan toisiksi malleiksi itse
Simantics-alustassa. [46]
Laajennettavuuden ja joustavuuden nimissa¨ Simantics-alustassa kaikki tieto esi-
teta¨a¨n semanttisen mallintamisen mukaisesti tripleteilla¨ (triplet), jotka kuvaavat
resurssien va¨lisia¨ yhteyksia¨. Resurssit ovat literaaleja tai viittauksia entiteetteihin.
Tripletti on kuin luonnollisen kielen va¨itta¨ma¨ (statement), joka rakentuu subjek-
tista, predikaatista ja objektista. [64] Esimerkiksi “Pumpulla on ominaisuus tuot-
to”, jossa “pumppu” on subjekti, “on ominaisuus” on predikaatti ja “tuotto” on
objekti (“pump has property flow rate”). Yhdessa¨ resurssit ja va¨itta¨ma¨t muodosta-
vat semanttisen verkon (semantic graph), jossa resurssit ovat solmuja ja va¨itta¨ma¨t
suunnattuja viivoja (directed edges) [64].
Simantics-alustalle on kehitetty oma kuvauskieli Layer0 ontologioiden mallintami-
seen, joka on ma¨a¨ritetty la¨hteessa¨ [64]. [46] Layer0 ma¨a¨rittelee sa¨a¨nno¨t triplettien ja
resurssien ka¨yto¨lle, ja siten myo¨s ontologioiden mallintamisen peruskonseptit [53], eli
Simantics-alustan eri ontologiat perustuvat Layer0-konsepteihin. Layer0:n kaltaisia
ontologian kuvauskielia¨ ovat muun muassa RDF [120] ja OWL [119]. Perusteluita,
miksi Simantics-alustalle on pa¨a¨dytty kehitta¨ma¨a¨n oma ra¨a¨ta¨lo¨ity kuvauskieli, on
esitetty la¨hteissa¨ [46, 53, 113].
Simantics-alusta perustuu asiakas-palvelin -konseptiin, missa¨ palvelin (Simantics
Core) toimii tietokantana, jota ka¨sitella¨a¨n asiakaskoneen (Simantics Workbench)
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ja sen ka¨ytto¨liittyma¨n kautta. Alustan asiakaspuolen ohjelmistokehys (framework)
on toteutettu Eclipsen [23] liita¨nna¨isarkkitehtuurin (plug-in) mukaisesti. [30, 46]
Kuva 5.5 Simantics-alustan liita¨nna¨isarkkitehtuuri mahdollistaa eri simulointi- ja mal-
linnussovelluksien integraation.
5.3.2 Simantics Constraint Language
Simantics Contstraint Language (SCL) [101] on funktionaalinen ohjelmointikieli,
joka on kehitetty silma¨lla¨ pita¨en kielen soveltuvuutta semanttisten tietorakenteiden
ka¨sittelyyn. SCL:a ka¨yteta¨a¨n Simantics-alustassa muun muassa mallien generointiin,
parametrisointiin ja muunnoksiin, tietokanta kyselyihin (query) ja komentosarjoihin
(scripting). [34]
SCL on era¨a¨nlainen murre funktionaalisesta ohjelmointikielesta¨ nimelta¨ Haskell [37],
silla¨ SCL omaksuu suurimman osan Haskellin ominaisuuksista; ta¨rkeimpa¨na¨ mainit-
takoon muuttujien staattinen tyypitta¨minen. Verrattuna imperatiivisiin ohjelmoin-
tikieliin, kuten C++ ja Java, funktionaaliset ohjelmointikielet pyrkiva¨t va¨ltta¨ma¨a¨n
tarpeettomia tiloja (state). Tilat va¨lteta¨a¨n ka¨ytta¨ma¨lla¨ laskennassa lausekkeita (ex-
pression), jotka muistuttavat matemaattisia funktioita. Ta¨ma¨ tarkoittaa sita¨, etta¨
funktiot toimivat vain parametreissaan saamansa tiedon perusteella. Funktiot pa-
lauttavat vain tuloksen, joka riippuu vain funktion parametreista. Na¨in ollen funktio-
naalisen ohjelmointikielen funktiot palauttavat aina saman arvon samoilla paramet-
reilla ja niilla¨ ei ole sivuvaikutuksia (side-effect), kuten vaikutuksia muihin tiloihin.
Ta¨llo¨in puhutaan viittausten la¨pikuultavuudesta (referential transparency). [41]
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SCL hieman rikkoo funktionaalisen ohjelmoinnin paradigmoja sallimalla hallitut si-
vuvaikutukset ja tilallisen ohjelmoinnin, eli ohjelmat voivat sisa¨lta¨a¨ sijoituslauseita
(assignment statement). Sivuvaikutuksien hallittavuus tarkoittaa sita¨, etta¨ funktion
sivuvaikutukset ma¨a¨riteta¨a¨n funktion rakentajassa, ja na¨in on mahdollista ja¨ljitta¨a¨
missa¨ ja mita¨ sivuvaikutuksia on ka¨ytetty. [34] SCL:n evaluointimalli on tiukka
(strict, call by value), jossa kaikki lausekkeet ja funktiot evaluoidaan ennen suo-
rittamista, toisin kuin Haskellissa. Haskellin evaluointimalli on puolestaan laiska
(lazy), jossa funktioita pyrita¨a¨n suorittamaan niin va¨ha¨n kuin mahdollista. [34, 41]
5.3.3 Muunnoskielet
Simantics-alustalla on kolme la¨hestymistapaa ka¨sitella¨ mallimuunnoksia; joko raken-
tamalla muunnos la¨hdemallista kohdemalliksi resurssi ja relaatio kerrallaan ka¨ytta¨en
SCL-kielta¨, tai hyo¨dynta¨ma¨lla¨ SCL:n alikielita¨ (sublanguage) STL:a (Simantics Trans-
formation Language) [36] tai CHR:ia (Constraint Handling Rules) [98]. Oikeuden
mukaisuuden nimissa¨ mainittakoon, jos SCL:n harkitaan olevan mallimuunnokselle
soveltuva la¨hestymistapa, niin nelja¨s mahdollinen tapa toteuttaa mallimuunnokset
on ka¨ytta¨a¨ Simantics-alustan Java-sidonnaisuutta ja toteuttaa mallimuunnos Java-
ohjelmointikielella¨. Mutta hyo¨dynta¨ma¨lla¨ mallimuunnokselle tarkoitettuja tekniikoi-
ta, kuten STL:a tai CHR:ia, aikaansaadaan luettavampaa ja rakenteellisempaa koo-
dia, jonka modulaarisuuden ansiosta muunnokseen on mahdollista tehda¨ muutoksia
koskematta aikaisempiin muunnossa¨a¨nto¨ihin [35].
STL muistuttaa muunnoskielena¨ kappaleessa 2.4 esitettya¨ QVTr:ia. STL:ssa muun-
noksen inkrementaallisuus, yksisuuntaisuus ja kaksisuuntaisuus, on otettu huomioon.
[35, 36] Itse muunnokset rakentuvat muunnossa¨a¨nno¨ista¨, jotka ma¨a¨ritteleva¨t la¨hde-
ja kohdemallin elementtien va¨lille riippuvuuuksia. Sa¨a¨nno¨t rakentuvat osista, jotka
ma¨a¨ritteleva¨t ehdot joiden on oltava voimassa muunnoksen ja¨lkeen. Oleellisimmat
sa¨a¨nno¨n osaset ovat:
• @when: ehto la¨hde- ja kohdemallin va¨lisille riippuvuuksille.
• @from: yhteensovittaa la¨hdemallin osaset.
• @to: yhteensovittaa kohdemallin osaset.
• @where: ja¨lkiehto muiden sa¨a¨nto¨jen kutsumiselle. [36]
Ohjelmassa 5.1 on esitetty esimerkki CreateEquipmentObject-nimisesta¨ STL-sa¨a¨n-
no¨sta¨. Sa¨a¨nto¨ on sidoksissa MapEquipments-ehtoon, joka sitoo ta¨ssa¨ tapauksessa
la¨hde- ja kohdemallin toisiinsa. Muuttujat ?source ja ?target ovat ta¨ssa¨ tapauksessa
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la¨hde- ja kohdemallien juurielementit. Sa¨a¨nto¨ etsii la¨hdemallista (?source) relaatiolla
PRO.hasEquipment yhteydessa¨ olevia elementteja¨ (?equipment). PRO on Proteus-
ontologialle asetettu nimiavaruus, ja hasEquipment on kyseisen ontologian mukai-
nen relaatio eli predikaatti. Ta¨ma¨n ja¨lkeen sa¨a¨nto¨ yhteensovittaa lo¨ydetyt elemen-
tit kohdemalliin ja luo tarvittavat elementit. Sa¨a¨nno¨n suorittamisen ja¨lkeen kaikki
la¨hdemallin juurielementissa¨ (-subjektissa) relaatiolla hasEquipment (-predikaatilla)
kiinnitettya¨ Equipment-elementtia¨ (-objektia) kohden on luotu kohdemalliin UAOb-
ject-elementti hasUAObject-relaatiolla.
rule CreateEquipmentObjects where
2 @when
MapEquipments ?source ?target
4
@from
6 PRO.hasEquipment ?source ?equipment
8 @to
UA.UANodeSet.hasUAObject ?target ?equipmentObject
10 L0.InstanceOf ?equipmentObject UA.ComplexTypes.UAObject
Ohjelma 5.1 Esimerkki STL-muunnoskielen sa¨a¨nno¨sta¨, jolla tietokantaan tuodun
Proteus-tiedoston Equipment-objektit muunnetaan OPC UA -objekteiksi.
Ohjelmassa 5.2 on esitetty geneerisempi versio ohjelman 5.1 toteutuksesta. Edella¨
esitetty la¨hestymistapa on relevantti, jos tarkoituksena on muuntaa valikoituja osia
la¨hdemallista. Jos muunnoksessa halutaan muuntaa kaikki tieto mallista toiseen, on
jokaista relaatiota vastaavan sa¨a¨nno¨n ma¨a¨rittely tyo¨la¨sta¨.
Kuvassa 5.6 on esitetty Simantics-alusta semanttisten mallien kerroksittainen raken-
ne, josta on na¨hta¨vissa¨ miten ta¨ma¨n tyo¨n kannalta oleelliset ontologiat ovat yhtey-
dessa¨ toisiinsa. Proteus-ontologia ja OPC UA NodeSet-ontologia ovat keskena¨a¨n
samalla ontologian tasolla, vaikka kuvassa Proteus-ontologia on na¨ista¨ kahdesta
ylempa¨na¨. Samaa pa¨tee molempien ontologioiden malli-instansseihin. Hyo¨dynta¨ma¨lla¨
ta¨ta¨ tietoa mallimuunnoksessa, voidaan sa¨a¨nno¨issa¨ ka¨ytta¨a¨ myo¨s ylemma¨ntason on-
tologioita. Proteus-ontologian PRO.hasEquipment on alirelaatio XML-ontologian
relaatiolle XML.hasElement. Na¨in ollen ka¨ytta¨ma¨lla¨ muunnossa¨a¨nno¨ssa¨ relaatiota
XML.hasElement, voidaan Proteus-tiedostossa XML-elementteina¨ esiintyneet ele-
mentit hakea Simantics-tietokannasta. Lisa¨ta¨a¨n ohjelman 5.1 muunnossa¨a¨nno¨lle re-
kursiivinen ja¨lkiehto-osa (@where), joka saa sa¨a¨nno¨n kutsumaan itsea¨a¨n, jos la¨hde-
malli sisa¨lta¨a¨ sisa¨kka¨isia¨ rakenteita.
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rule CreateObjects where
2 @when
MapElements ?source ?target
4
@from
6 XML.hasElement ?source ?element
8 @to
UA.UANodeSet.hasUAObject ?target ?oject
10 L0.InstanceOf ?object UA.ComplexTypes.UAObject
12 @where
MapElements ?element ?target
Ohjelma 5.2 Ohjelman 5.1 muunnossa¨a¨nno¨n geneerisempi toteutus.
Kuva 5.6 Simantics-alustan semanttisten mallien kerroksittainen rakenne. Mukailtu
la¨hteesta¨ [46].
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Itse muunnoksen toteutukselle on ma¨a¨ritetty kolme toteutustapaa, joista kaksi on in-
krementaallisia. Yksinkertaisin toteutustapa on kertatoteutus (one-shot execution),
joka yksinkertaisesti luo la¨hdemallista kohdemallin ilman minka¨a¨nlaista tukea inkre-
mentaallisuudelle. Toinen toteutustapa on kohdeinkrementaallinen toteutus (target-
incremental execution), joka mahdollistaa la¨hdemalliin tehtyjen muutoksien pa¨ivit-
ta¨misen kohdemalliin ilman koko kohdemallin uudelleen generointia, mutta se ka¨y
la¨pi koko la¨hdemallin lo¨yta¨a¨kseen siihen tehdyt muutokset. Eli ta¨ma¨ toteutustapa
on kohdeinkrementaallinen, muttei la¨hdeinkrementaallinen. Kolmas toteutustapa on
reaktiivinen toteutus (reactive execution), joka on puolestaan la¨hdeinkrementaallinen.
Toisin sanoen, se reagoi ainoastaan la¨hdemalliin tehtyihin muutoksiin ja pa¨ivitta¨a¨
kohdemallia muutoksien mukaisesti. [36] Muunnostoteutustapojen inkrementaalli-
suus on saavutettavissa Simantics-alustalla tallentamalla muunnoksen ja¨ljet, eli mita¨
reittia¨ jokin la¨hdemallin elementti muuttui kohdemallin elementiksi, semanttiseen
tietokantaan [35, 36].
Constraint Handling Rules [29] (CHR) on sa¨a¨nto¨-/logiikkapohjainen ohjelmointi-
kieli, joka voidaan upottaa osaksi isa¨nta¨kielta¨. CHR-toiminnallisuus on toteutettu
muun muassa seuraavissa ohjelmointikielissa¨: Haskell, Java, Prolog ja HAL [93].
CHR:in toteutus SCL:ssa on dokumentoitu la¨hteessa¨ [98]. CHR taipuu myo¨s graa-
fimuunnoksiin [89], ja on siten myo¨s sovellettavissa Simantics-alustan semantti-
sen graafitietokannan ka¨sittelyyn, eli sita¨ voidaan hyo¨dynta¨a¨ mallimuunnoksiin.
Ohjelmassa 5.3 on ohjelmaa 5.1 vastaavaa toteutus, joka ka¨ytta¨a¨ SCL:n CHR-
ominaisuutta.
1 when PRO.hasEquipment source ?Equipment
then Equipment ?Equipment (newResource ())
3
when Equipment ?Equipment ?EquipmentUAObject
5 then claim ?EquipmentUAObject L0.InstanceOf UA.ComplexTypes.UAObject
claim target UA.UANodeSet.hasUAObject ?EquipmentUAObject
Ohjelma 5.3 Ohjelman 5.1 muunnossa¨a¨nto¨a¨ vastaavaa toteutus CHR-
muunnoskielella¨.
STL:n ja CHR:in tuottamat mallit voivat poiketa toisistaan, silla¨ muunnokset to-
teutetaan eritavoilla. STL:ssa ensiksi sa¨a¨nno¨t ja¨rjesteta¨a¨n riippuvuuksien perus-
teella, etsita¨a¨n la¨hdemallista sa¨a¨nto¨ja¨ vastaavat resurssit ja lopuksi luodaan koh-
demalli. CHR:ssa puolestaan sa¨a¨nno¨t suoritetaan siina¨ ja¨rjestyksessa¨ kuin ne on
ma¨a¨ritelty. Jos sa¨a¨nno¨lle ei lo¨ydy kohdemallista vastinetta tai kyseinen sa¨a¨nto¨ on jo
suoritettu tarjotuilla la¨hdemallin resursseilla, otetaan ja¨rjestyksessa¨ seuraava sa¨a¨nto¨
ka¨sittelyyn.
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5.3.4 Simupedia
Simupedia [103] on verkkosovelluskehityksen tyo¨kalu kaikille Simantics-alustalla ke-
hitetyille simulointi- ja mallinnustuotteille. Varsinainen laskenta tapahtuu Simupedia-
palvelimella ja itse Simupedia-sovellus suoritetaan verkkoselaimessa. Ta¨ma¨ mah-
dollistaa mallien, simulointien ja tuloksien jakamisen kohdehenkilo¨iden kesken si-
ten, etta¨ loppuka¨ytta¨ja¨n ei tarvitse asentaa verkkoselaimen lisa¨ksi muita ohjelmis-
toja. [62]
Simupedia-sovellukset kehiteta¨a¨n samaisella editorilla, jota ka¨yteta¨a¨n Simantics-
alustalla mallintamiseen. Simupedian mukana tulee valmiita widgetteja¨ (napit, teks-
tikenta¨t, kaaviot jne.) ja komponentteja, joita voidaan ka¨ytta¨a¨ sina¨lla¨a¨n tai ra-
kennuspalikoina omille komponenteille. Kehitta¨ja¨ voi jo na¨illa¨ peruspalikoilla laa-
tia oman ka¨ytto¨liittyma¨n. Varsinainen kehitta¨minen ei sina¨lla¨a¨n vaadi aikaisempaa
ohjelmointikokemusta, koska ka¨ytto¨liittyma¨ rakennetaan veda¨ ja pudota -tekniikkaa
(drag and drop) hyo¨dynta¨en. Simupedia ka¨ytta¨a¨ taustalla Vaadin-ohjelmistokehysta¨
[112], minka¨ vuoksi luodut sivustot toimivat la¨hestulkoon selaimella kuin selaimella
ja niihin ei ole tarvetta asentaa erillisia¨ liita¨nna¨isia¨. [62, 103] Ta¨ssa¨ tyo¨ssa¨ kehiteta¨a¨n
Simupedia-sovellus Proteus-tiedoston muuntamiseen OPC UA:n AddressSpace:een.
Sovellus vie XML-formaatissa olevan Proteus-tiedoston Simantics-alustan tietokan-
taan, muuntaa tiedoston ja tarjoaa muunnettua tiedostoa ka¨ytta¨ja¨lle ladattavaksi.
Ajatuksena on tarjota avoin rajapinta mallimuunnokselle DEXPI-tietomallista OPC
UA -tietomalliin. Muunnos ka¨ytta¨a¨ edellisessa¨ kappaleessa kuvatulla SCL-kielella¨
ohjelmoituja funktioita.
5.4 Mallin muuntaminen
Ta¨ssa¨ kappaleessa esiteta¨a¨n mallimuunnokset DEXPI-mallista Proteus/DEXPI-mal-
liksi, ja Proteus/DEXPI-mallista edelleen OPC UA:n AddressSpace:een. Proteus/-
DEXPI-tietomalli siis kuvaa siirtoformaatin rakenteen ja se perustuu puhtaasti Pro-
teus-skeemaan. On hyva¨ muistaa, etta¨ DEXPI-malli on ta¨ysin yhteensopiva Proteus-
mallin kanssa. DEXPI-malli muokkaa joitakin Proteus-skeemaan luokkia ja ma¨a¨rit-
telee joukon uusia attribuutteja, seka¨ muuttaa joidenkin Proteus-skeeman mukaisten
attribuuttien kardinaalisuutta1 (cardinality). Esimerkiksi Proteus-skeema ei vaadi
<GenericAttribute>-elementeille attribuutin AttributeURI ka¨ytto¨a¨, mutta DEXPI-
spesifikaatio vaatii. AttributeURI :lla sidotaan mallinnettava elementti standardiesi-
tykseen viittaamalla RDL-kirjaston vastaavaan URI:iin.
1Ta¨ssa¨ kardinaalisuudella ma¨a¨riteta¨a¨n kuinka monta suhdetta elementilla¨ voi olla toi-
siin elementteihin tai attribuutteihin. Valinnaisen yksi yhteen -kardinaalisuuden (one-to-one)
ma¨a¨ritta¨minen XML-termein: elementilla¨ minOccur=”0” ja attribuutilla use=”optional”.
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5.4.1 DEXPI
Kuten jo aikaisemmin on todettu, DEXPI-spesifikaatio ja siten myo¨s DEXPI-tieto-
malli pohjautuu Proteus-skeemaan. Proteus-skeemaversion 4.0.1 instrumentoinnin
toteutus on muuttunut versiosta 3.6.0. Ta¨ma¨n muutoksen myo¨ta¨ skeemaan on lisa¨tty
elementteja¨. Lisa¨ykset Proteus-skeemaan on esitetty kuvassa 5.7 vihrea¨lla¨ ja ele-
mentin SignalLine nimenmuutos InformationFlow :ksi on esitetty keltaisella. Ku-
van kaavio on yksinkertaistus Proteus-skeeman rakenteesta, mutta se esitta¨a¨ oleel-
lisimmat rakenteelliset elementit. Kuvan nuolet osoittavat vanhemmasta lapseen ja
kompositio-relaatio osoittaa elementin vastuullisuudesta toiseen elementtiin na¨hden.
Esimerkiksi, jos elementti Nozzle poistetaan mallista, sen poistaminen ei poista
Equipment-elementtia¨, mutta elementin PlantModel poistaminen poistaa kaikki muut
mahdolliset elementit, koska PlantModel on ta¨ssa¨ mallissa juurielementti.
Kuvassa 5.8 on yleiskatsaus DEXPI-tietomallista, jossa kursiivisella tekstilla¨ nime-
tyt elementit ovat abstrakteja, eli ne eiva¨t esiinny itse mallissa. Esimerkiksi DEXPI-
mallissa ei esiinny Equipment-elementteja¨ kuten Proteus-mallissa. Kuvaan on otettu
mukaan oleellisimmat rakenteelliset elementit. Toisin kuin Proteus-mallissa, DEXPI-
mallin juurielementtina¨ voi esiintya¨ joko PlantModel - tai Plant-elementti. PlantMo-
del -elementtia¨ ei ole va¨ltta¨ma¨to¨nta¨ ka¨ytta¨a¨ tapauksissa joissa ei ka¨yteta¨ elementin
PlanStructureItem instansseja tai elementtia¨ MetaData.
Kuvassa 5.9 on esimerkki, miten DEXPI-mallin ma¨nta¨pumppu mallinnetaan tiedon-
siirtoa varten Proteus/DEXPI-malliksi. Kuten kuvasta 5.9(a) na¨hda¨a¨n, mallin juu-
ressa voi olla PlantModel -elementti tai Plant-elementti, mutta riippumatta kumpi
edella¨ mainituista elementeista¨ DEXPI-mallin juuressa esiintyy, Proteus/DEXPI-
mallin juuressa on aina PlantModel -elementti (ks. 5.9(b)). DEXPI-mallissa elemen-
tit periva¨t attribuutteja monelta eri abstraktilta-elementilta¨. Esimerkiksi kuvas-
sa 5.9(a) abstrakti elementti Equipment perii elementit ChamberOwner, TaggedPlan-
tItem, TechnicalItem ja NozzleOwner, ja Pump perii edelleen Equipment-elementin
ja lopuksi kaikki edella¨ periytetyt ominaisuudet kumuloituvat elementille Reciproca-
tingPump (ma¨nta¨pumppu) sen omien attribuuttien lisa¨ksi. Proteus/DEXPI-mallissa
kaikki rakenteelliset elementit periva¨t PlantItem-elementin, ja moni elementti laa-
jentaa PlantItem-elementista¨ perittyja¨ ominaisuuksia ja ma¨a¨ritteleva¨t omia ele-
menttikohtaisia attribuutteja. Kuvassa 5.9(b) ei saa sekoitta kompositio-relaatiota
assosiaatio-relaatioon. Association on Proteus-skeeman elementti, jolla viitataan toi-
siin elementteihin niiden attribuuttien ID, Name tai Tag perusteella.
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Kuva 5.7 Yleiskatsaus Proteus-skeeman (versio 4.0.1) rakenteellisesta mallista.
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Kuva 5.8 Yleiskatsaus DEXPI-mallista. Kuvakaappaus Modelio-ohjelmasta [63].
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(a) DEXPI-tietomallin mukaisesti mallinnettu
ma¨nta¨pumppu. Kuvakaappaus Modelio-ohjelmasta
[63].
(b) Proteus/DEXPI-mallin mukainen
esitys ma¨nta¨pumpusta.
Kuva 5.9 Vertailuesimerkki DEXPI- ja Proteus/DEXPI-mallin va¨lisista¨ eroista.
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5.4.2 Proteus/DEXPI
Proteus-skeeman oleellisimmat rakenteelliset elementit on esitetty luokkamallina ku-
vassa A.1. Nuolet osoittavat vanhemmasta lapseen (parent/child) ja esitta¨va¨t siten
Proteus-tiedoston hierarkkisen rakenteen. Mallimuunnoksessa jokaista kuvan luok-
kaa, eli Proteus-tiedostossa esiintyva¨a¨ XML-elementtia¨, vastaa OPC UA:n Adress-
Space:ssa UA-objekti (NodeClass = Object) ja attribuutteja UA-muuttuja (No-
deClass = Variable). Na¨ma¨ esiintyva¨t AddressSpace:ssa solmuina, joille on ma¨a¨ritel-
ty solmuluokka (NodeClass). AddressSpace:n XML-serialisaatiossa solmuluokat esi-
teta¨a¨n XML-elementin nimessa¨. Solmuluokkaa Object vastaa XML-elementti <UA-
Object...> ja solmuluokka Variable:a <UAVariable...>.
Kuvassa 5.10 on luokkamalliesimerkki Proteus-mallin esitta¨misesta¨ OPC UA:n mal-
linnuskonseptein. Kuvassa vasemmalla keltaisella on Proteus-malli, jossa on Equip-
ment-objekti ID- ja ComponentClass-attribuuttien kera. ID-attribuutti yksilo¨i ob-
jektin ja sita¨ voidaan ka¨ytta¨a¨ ristiviittaamiseen objektista toiseen. ComponentClass-
attribuutti ma¨a¨ritta¨a¨ Equipment-objektille laiteluokan. Equipment-objektilla on kom-
positio-relaatiolla yhdistetty Nozzle-objekti. Toisin sanoen ta¨ma¨ luokkamalli esitta¨a¨
tankkia, jolla on yksi liita¨nta¨laippa.
Vastaava tankkimalli on esitetty kuvassa 5.10 oikealla puolella OPC UA Address-
Space-mallina. Notaatio vastaa kappaleessa 5.2 esitettya¨. Kuva esitta¨a¨ perustavan-
laisesti kuinka mallimuunnos Proteus-tiedostosta AddressSpacee:n tapahtuu. Jokais-
ta Proteus-tiedoston XML-elementtia¨ (kuvassa objektia) vastaa UA-objekti ja att-
ribuuttia vastaa UA-muuttuja. Equipment-objektin ID-attribuuttia ei ole kuvas-
sa 5.10 esitetty UA-muuttujana, mutta sen ka¨ytto¨ UA-objektin ja UA-muuttujan
nimea¨misessa¨ puolestaan on. ID-attribuuttia ka¨yteta¨a¨n hyva¨ksi AddressSpace:n sol-
mujen nimea¨misessa¨ luettavuuden lisa¨a¨miseksi. Sen sijaan, etta¨ kaikki Proteus-
tiedoston Equipment-elementit esiintyisiva¨t AddressSpace:ssa Equipment-nimisina¨
solmuina, lisa¨ta¨a¨n jokaisen muuntuvan UA-objektin attribuutteihin BrowseName:n
nimiosion ja DisplayName:n jatkoksi ID-attribuutin arvo. Jos asikaskone haluaa
esitta¨a¨ ka¨ytta¨ja¨lle palvelimen AddressSpace:n solmujen nimet, on niiden ka¨ytetta¨va¨
DisplayName-attribuutin arvoa [75]. XML-attribuuteilla ei ole XML-elementtien
ID-attribuutin kaltaista yksilo¨intia¨, joten UA-muuttujien nimea¨miseen liittyvien
attribuuttien jatkoksi ei ole lisa¨ta¨ yksilo¨intitietoa. Jokaisella AddressSpace:n sol-
mulla on yksilo¨llinen NodeId, joka erottelee solmut toisistaan AddressSpace:n na¨ko¨-
kulmasta.
UA-muuttujilla on kaikilla solmuilla esiintyvien perusattribuuttien lisa¨ksi attribuutit
AccessLevel ja UserAccessLevel. AccessLevel ilmaisee muuttujan Value-attribuutin
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arvon saavutettavuuden, eli onko arvoon luku- tai kirjoitusoikeutta (read/write), ot-
tamatta kantaa ka¨ytta¨ja¨n luku/kirjoitusoikeuksiin [75]. Esimerkiksi Value-attribuu-
tin arvolle on voitu sallia kirjoitusoikeudet, mutta pa¨a¨sy ta¨ha¨n tietoon on voitu ra-
joittaa muulla tapaa. UserAccessLevel -attribuutti sisa¨lta¨a¨ saman tiedon kuin Access-
Level -attribuutti, mutta ottaen huomioon ka¨ytto¨oikeudet. Asettamalla na¨iden att-
ribuuttien arvot kolmoseksi, annetaan ka¨ytta¨ja¨lle oikeudet Value-attribuutin arvon
muuttamiselle lukemisen lisa¨ksi.
Lapsisolmuille lisa¨ta¨a¨n ParentNodeId -attribuutti, jonka arvoksi asetetaan solmun
vanhemman NodeId. Na¨in solmujen va¨lille saadaan UML:n kompositio-relaation kal-
tainen yhteys. Kun vanhempana esiintyva¨ solmu poistetaan AddressSpace:sta, niin
lapsisolmut poistetaan myo¨s.
Equipment
+ID=”xXx”
+ComponentClass=”Tank”
Nozzle
+ID=”yYy”
Equipment-xXx
Attribute
NodeClass=Object
NodeId=”ns=1;i=100”
BrowseName=”dippa 1:Equipment-xXx”
DisplayName=”Equipment-xXx”
ComponentClass
Attribute
NodeClass=Variable
NodeId=”ns=1;i=111”
ParentNodeId=”ns=1;i=100”
BrowseName=”dippa 1:ComponentClass”
DisplayName=”ComponentClass”
AccessLevel=”3”
UserAccessLevel=”3”
Value=”Tank”
Nozzle-yYy
Attribute
NodeClass=Object
NodeId=”ns=1;i=101”
ParentNodeId=”ns=1;i=100”
BrowseName=”dippa 1:Nozzle-yYy”
DisplayName=”Nozzle-yYy”
Kuva 5.10 Muunnosesimerkki Proteus-tiedostosta AddressSpace:en
Taulukon 5.4 kohdassa 1 on esitetty esimerkki kuinka Proteus-tiedoston <Equip-
ment>-elementti muunnetaan AddressSpace:n <UAObject>-elementiksi. UA-objek-
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tilla on attribuutti NodeId, jota ka¨yteta¨a¨n objektin yksilo¨intiin. Ta¨ssa¨ se koos-
tuu nimiavaruuden ma¨a¨ritteleva¨sta¨ osasta (ns=”...”) ja solmun yksilo¨iva¨sta¨ osas-
ta (i=”...”), jonka pita¨a¨ olla uniikki nimiavaruudessaan. Nimiavaruudella voidaan
ma¨a¨ritta¨a¨ erillisia¨ na¨kymia¨ AddressSpace:ssa esitettyyn tietoon. Proteus-tiedoston
XML-elementtien nimea¨ ka¨yteta¨a¨n osana UA-objektin attribuuttia BrowseName ja
sen elementtia¨ DisplayName. XML-elementin nimen jatkoksi lisa¨ta¨a¨n elementin ID-
attribuutin arvo, joka on kaikilla Proteus-tiedoston rakenteellisilla elementeilla¨. Esi-
merkiksi <GenericAttribute>-elementeilla¨ ei ole ID-attribuuttia, ta¨llo¨in ka¨yteta¨a¨n
vain XML-elementin nimea¨. Jos objektin nimi halutaan na¨ytta¨a¨ ka¨ytta¨ja¨lle, asia-
kaskone ka¨ytta¨a¨ DisplayName-elementin arvoa.
Proteus-tiedoston rakenteellisilla elementeilla¨ voi olla myo¨s lapsielementteja¨. Esi-
merkiksi <Equipment>-elementilla¨ on relaatio itseensa¨, kuten kuvasta A.1 voidaan
na¨hda¨, eli kyseisella¨ elementilla¨ voi olla <Equipment>-elementteja¨ lapsielementteina¨
ja lapsielementeilla¨ voi olla edelleen lapsielementteja¨ ja niin edelleen. AddressS-
pace:ssa jokaista elementtia¨ vastaa UA-objekti, ja sama pa¨tee myo¨s lapsielement-
teihin. AddressSpace:ssa lapsielementit esiteta¨a¨n viittauksin ja ainoastaan suoraan
alenevassa polvessa oleviin lapsiin. Taulukon 5.4 rivilla¨ 2 on esitetty esimerkki kuinka
<Equipment>-elementin suhde lapsielementtiin <Nozzle> mallinnetaan AddressS-
pace:n XLM-serialisaatiossa. Koska Proteus-tiedoston rakenteellisilla elementeilla¨
voi olla useampia lapsielementteja¨ ja attribuutteja, kootaan kaikki viitaukset UA-
objektin <References>-elementin sisa¨lle. Jokainen viittaus mallinnetaan erikseen
<Reference>-elementeilla¨. Kaikki viittaukset niin lapsielementteihin kuin attribuut-
teihin tyypiteta¨a¨n ReferenceType-attribuutin arvolla HasComponent, joka vastaa
semanttisesti osa-jotakin -relaatiota (part-of). Viittauksen arvoksi asetetaan vii-
tattavan objektin NodeId. Viittaukset suuntautuvat oletusarvoisesti eteenpa¨in, eli
rakenteellisessa hierarkiassa ylha¨a¨lta¨ alas. Kun on tarve viitata objektin vanhem-
paan, asetetaan <Reference>-elementille IsForward -attribuutti, ja sen arvoksi fal-
se. Koska <Equipment>-elementti esiintyy suoraan juurielementin alla (PlantMo-
del -juurielementti on ja¨tetty pois selkeyden vuoksi), silla¨ ei ole AddressSpace:ssa
vanhempana objektia, vaan objektit kokoava kansio. Ta¨ma¨ kansio on era¨a¨nlainen
sisa¨a¨ntulopiste AddressSpace:ssa olevien objektien selaamiseen. Na¨in ollen ta¨llaiset
objektit viittaavat tuohon kansioon Organizes-viittauksella taaksepa¨in NodeId :lla¨
i=85.
Taulukon 5.4 rivilla¨ 3 on esitetty tapaus, joka vastaa rivin 2 esimerkkia¨, mutta
lapsielementin na¨ko¨kulmasta. Lapsielementti muuntuu UA-objektiksi samoin kuin
edella¨, mutta silla¨ on lisa¨na¨ ParentNodeId -attribuutti, jonka arvo on objektin van-
hemman NodeId. Lisa¨ksi objekti viittaa taaksepa¨in HasComponent-viittaustyypilla¨
vanhempaansa sen NodeId :lla¨.
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Taulukko 5.4 Esimerkki, miten Proteus-tiedoston rakenteelliset elementit ja elementtien
attribuutit ilmentyva¨t OPC UA:n NodeSet:issa¨.
No. Proteus OPC UA
1. <Equipment ID=”xXx”> <UAObject NodeId=”ns=1;i=100”
...
BrowseName=”dippa 1:Equipment-xXx”>
<DisplayName=”Equipment-xXx”/>
</Equipment> </UAObject>
2. <Equipment ...> <UAObject ...>
<Nozzle .../> <References>
</Equipment> <Reference
ReferenceType=”HasComponent”>
ns=1;i=101</Reference>
<Reference IsForward=”false”
ReferenceType=”Organizes”>
i=85</Reference>
</References>
</UAObject>
3. <Equipment ...> <UAObject NodeId=”ns=1;i=101”
<Nozzle .../> ParentNodeId=”ns=1;i=100”...>
</Equipment> <References>
<Reference IsForward=”false”
ReferenceType=”HasComponent”>
ns=1;i=100</Reference>
</References>
</UAObject>
4. <Equipment <UAVariable NodeId=”ns=1;i=111”
ComponentClass=”Tank”> BrowseName=”dippa 1:ComponentClass”
</Equipment> ParentNodeId=”ns=1;i=100”
AccessLevel=”3”
UserAccessLevel=”3”...>
<References>
<Reference IsForward=”false”
ReferenceType=”HasComponent”>
ns=1;i=100</Reference>
</References>
<Value>
<uax:String>Tank</uax:String>
</Value>
</UAVariable>
Proteus-tiedoston elementeilla¨ on myo¨s attribuutteja. Attribuutit muunnetaan Ad-
dressSpace:een UA-muuttujiksi, jotka muuntuvat la¨hes samantapaisesti kuin edella¨
esitetty lapsielementti-tapauksessa. Taulukon 5.4 OPC UA NodeSet-serialisaatio on
esitetty kokonaisuudessaan ohjelmassa C.1. Nimitysta¨ NodeSet ka¨yteta¨a¨n Address-
Space-mallin XML-serialisaatiosta.
OPC UA tarjoaa mahdollisuuden objektien tyypitta¨miselle. Objektin tyyppi voi-
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daan asettaa viittaamalla sen objektiin TypeObject viittaustyypilla¨ HasTypeDe-
finition (attribuutin ReferenceType arvolla HasTypeDefinition). TypeObject-ob-
jekti on verrattavissa olio-ohjelmoinnin luokkaan. TypeObject-objektille voidaan
ma¨a¨ritta¨a¨ muuttujia ja metodeja, ja periytta¨a¨ ne UA-objektille. Ma¨a¨ritetyt tyy-
pit on na¨hta¨vissa¨ myo¨s AddressSpace:ssa. Kuvassa 5.11 on esitetty esimerkki OPC
UA -objektien tyypitta¨misesta¨.
Types
BaseObjectType
EquipmentObjectType
ComponentClass
ID
EquipmentObject
ComponentClass
ID
EquipmentObject
ComponentClass
ID
Kuva 5.11 Esimerkki OPC UA -objektien tyyppima¨a¨rittelysta¨.
Koska ta¨ssa¨ tyo¨ssa¨ ma¨a¨riteta¨a¨n muunnos Proteus-skeeman mukaisesta Proteus-tie-
dostosta OPC UA AddressSpace:een, eli Proteus-tiedoston sisa¨lto¨ halutaan esitta¨a¨
OPC UA -palvelimen avulla, varsinainen objektien tyypitta¨minen ei palvele tarkoi-
tusta. Ta¨llo¨in muunnettaisiin myo¨s tietomalli. Jos asiaa katsotaan tyo¨n alkupuolella
esitettyjen mallintamisen konseptien na¨ko¨kulmasta, niin Proteus-tiedosto on jo me-
tamallinsa (Proteus-skeema) mukainen instanssi suunnittelutiedosta. Toisin sanoen
Proteus-tiedostossa na¨yteta¨a¨n vain mita¨ on mallinnettu, eika¨ mita¨ olisi voitu mallin-
taa. Esimerkiksi ka¨ytta¨ma¨tta¨ ja¨tettyja¨ attribuutteja ei instanssioida tiedostoon tyh-
jilla¨ arvoilla. Toisaalta, jos joku haluaisi tarkastella muunnetun Proteus-tiedoston
elementtien mahdollisia ominaisuuksia OPC UA -palvelimella tarjotun AddressS-
pace:n kautta, ja muokata ja/tai lisa¨ta¨ UA-objekteille Proteus-skeeman mukaisia
ominaisuuksia, ta¨llo¨in tyyppien ma¨a¨rittely ja niiden sitominen vastaaviin AddressS-
pace:n solmuihin olisi yksiselitteisesti edukasta.
Edella¨ esitetyt kuvaukset mallien va¨lilla¨ on vastaavien elementtien osalta koottu
taulukkoon 5.5, josta na¨hda¨a¨n, etta¨ Proteus-tiedoston elementtia¨ vastaa OPC UA
-objekti, ja attribuuttia OPC UA -muuttuja. Relaatioiden osalta kuvaukset on esi-
tetty taulukossa 5.6. Kun Proteus-tiedostossa elementeilla¨ on lapsielementteja¨ ja/tai
attribuutteja, ka¨yteta¨a¨n AddressSpace:ssa HasComponent-relaatiota.
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Taulukko 5.5 Elementtien kuvaus.
Proteus OPC UA
Element Object
Attribute Variable
Taulukko 5.6 Elementtien va¨listen relaatioiden kuvaus.
Proteus Proteus OPC UA Selitys
Mista¨ Mihin Relaatio
Element Element HasComponent Lapsielementti
Element Attribute HasComponent Elementin attribuutti
Taulukossa 5.7 on kuvattu vain Proteus-skeemassa ka¨ytetyt tietotyypit OPC UA -
tietotyypeiksi. XML-skeeman mahdolliset tietotyypit on ma¨a¨ritetty la¨hteessa¨ [117].
OPC UA:n tietotyypit on ma¨a¨ritetty la¨hteessa¨ [75] ja niiden esitys AddressSpace:ssa
on ma¨a¨ritetty la¨hteessa¨ [74]. Tietotyyppien va¨lilla¨ on joitakin eroavaisuuksia. Esi-
merkiksi XML-skeeman totuusarvo-tietotyypilla¨ (boolean) ka¨yteta¨a¨n pienin kirjai-
min arvoja true tai false, mutta OPC UA:ssa vastaavat arvot on kirjoitettu isoilla
kirjaimilla TRUE tai FALSE.
Taulukko 5.7 Tietotyyppien kuvaus Proteus-skeeman ka¨ytta¨mista¨ XML-tietotyypeista¨
OPC UA -tietotyypeiksi.
XML OPC UA Kommentti
string String
double Double
boolean Boolean true/false → TRUE/FALSE
integer Int64 OPC UA Integer on abstarkti → Int64
nonNegativeInteger UInt64 OPC UA UInteger on abstarkti → UInt64
positiveInteger Uint64 OPC UA ei ma¨a¨rittele omaa tietotyyppia¨
positiiviselle kokonaisluvulle.
date DateString
time TimeString
anyURI String
ID String
IDREF String
NMTOKEN String
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Edella¨ ma¨a¨ritettya¨ kuvausta voidaan hyo¨dynta¨a¨ tapauksissa, joissa suunnittelutie-
to on esitetty Proteus-skeeman mukaisesti. Proteus-skeeman versiolla ei ta¨ssa¨ ta-
pauksessa ole merkitysta¨, silla¨ tarkoituksena on muuntaa kaikki Proteus-tiedostoon
tallennettu tieto AddressSpace:een ottamatta kantaa Proteuksen tai DEXPI:n tie-
tomalliin.
5.5 Muunnostyo¨kalun toteutus
Ta¨ma¨ kappale esittelee Simantics-alustalla toteutetun mallimuunnosprosessin. Mal-
lien va¨linen kuvaus poikkeaa edellisessa¨ kappaleessa ma¨a¨ritellysta¨ tietotyyppien osal-
ta. Lisa¨ksi ka¨yda¨a¨n la¨pi era¨s muunnossa¨a¨nto¨ tutun esimerkin kautta ja esitella¨a¨n
mallimuunnosrajapinta.
5.5.1 Muunnosprosessi
Kuvassa 5.12 on kuvaus mallin muunnosprosessista. Simantics-alustan tietokan-
taan tuodaan suunnitteluohjelmistosta tuotu Proteus-skeeman mukainen XML-do-
kumentti. Tuodusta XML-dokumentista luodaan tietokantaan semanttinen malli, jo-
ta voidaan tarkastella ja muokata. Mallista voidaan luoda toinen malli hyo¨dynta¨en
Simantics-alustan Java-sidonnaisuutta, SCL-, STL- tai CHR-kielia¨, mitka¨ esitel-
tiin kappaleessa 5.3.3. Ta¨ssa¨ tyo¨ssa¨ mallimuunnoksessa ka¨yteta¨a¨n STL-kielta¨ ja
paikoin myo¨s SCL-kielta¨. Kun malli muunnetaan, tietokantaan luodaan tuodus-
ta la¨hdemallista kohdemalli. Muunnos noudattaa pa¨a¨sa¨a¨nto¨isesti kappaleessa 5.4.2
ma¨a¨ritettya¨ kuvausta pienin muutoksin tietotyyppien kuvauksissa.
Kuva 5.12 Prosessi Proteus-tiedoston muuntamisesta OPC UA -tiedostoksi.
Taulukossa 5.8 on esitetty tietotyypit muunnoksen eri vaiheissa. Taulukon ensimma¨i-
nen sarake edustaa suunnitteluohjelmistosta tuodun XML-dokumentin tietotyyp-
peja¨, toinen sarake edustaa Simantics-alustan Layer0-ontologian tietotyyppeja¨, kol-
mas sarake esitta¨a¨ Layer0-tietotyyppien tulkintaa SCL-kielella¨ ja viimeisessa¨ nel-
ja¨nnessa¨ sarakkeessa on vastaavat OPC UA -tietotyypit. Poiketen taulukon 5.7
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ma¨a¨rityksista¨, kaikki XML-tietotyypin desimaali (decimal) johdannaiset tietotyy-
pit, kuten kokonaisluku (integer), muuntuvat loppujen lopuksi 32-bittiseksi OPC
UA:n kokonaisluvuksi Int32. Ta¨ma¨ siita¨ syysta¨, etta¨ Simantics-alustassa ka¨yteta¨a¨n
32-bittista¨ Java-arkkitehtuuria. Muunnoksessa meneteta¨a¨n tieto liittyen date- ja
time-tietotyyppeihin, koska SCL:lla ei ole sidontaa vastaaviin Layer0-ontologian
tietotyyppeihin viela¨ tyo¨n toteutus vaiheessa. Proteus-skeeman mukaan elementit
<PlantInformation>, <ShapeCatalogue> ja <Transaction> voivat sisa¨lta¨a¨ aikasi-
donnaisia tietotyyppeja¨.
Simantics-alustalle voidaan automaattisesti luoda uusia ontologioita XML-skeemois-
ta [102]. Ta¨ma¨ skeema-ontologia -muunnin ka¨sittelee esimerkiksi Proteus-skeeman
Coordinate-elementin erillisista¨X -,Y - ja Z -attribuuteista yhden kokoelman [X,Y,Z],
joka on Simantics-alustassa tietotyyppia¨ DoubleArray. Ta¨llainen tieto muunnetaan
pilkulla erotelluksi merkkijonoksi “X,Y,Z” ja se esiteta¨a¨n OPC UA:ssa tietotyypilla¨
String.
Taulukko 5.8 Tietotyyppit mallin muunnosprosessin eri vaiheissa. Muunnoksessa me-
neteta¨a¨n tieto liittyen Proteus-skeeman ka¨ytta¨miin XML-tietotyyppeihin date ja time.
XML Simantics SCL OPC UA
string L0.String String String
double L0.Double Double Double
boolean L0.Boolean Boolean Boolean
integer L0.Integer Integer Int32
nonNegativeInteger L0.Integer Integer Int32
positiveInteger L0.Integer Integer Int32
date L0.Date - -
time L0.Time - -
anyURI L0.Uri String String
ID L0.String String String
IDREF L0.String String String
NMTOKEN L0.String String String
Kun tietokantaan on luotu kohdemalli (AddressSpace), luodaan mallista XML-
dokumentti (NodeSet). Toistaiseksi Simantics-alustan vientitoiminnallisuus ei tar-
kista luotua tiedostoa skeemaa vasten, joten tiedoston muotoilun oikeellisuudesta
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ja kelvollisuudesta ei voida olla ta¨ssa¨ vaiheessa viela¨ varmoja. Ta¨ma¨ selvia¨a¨ vasta,
kun luodulla tiedostolla yriteta¨a¨n pystytta¨a¨ OPC UA -palvelin tai vieda¨ tiedosto
OPC UA -mallinnusohjelmaan. Ta¨ssa¨ tyo¨ssa¨ mallimuunnoksen ja tiedoston vien-
nin tuloksena saatua tiedostoa testattiin yritta¨ma¨lla¨ pystytta¨a¨ OPC UA -palvelin
Prosys:n [79] ohjelmistokehityspaketilla OPC UA Java SDK v2.0.2-275 tai viema¨lla¨
tiedosto UaModeler-ohjelmaan. Virheellisen tiedoston tapauksessa palvelimen pys-
tytta¨minen tai mallin muodostaminen mallinnusohjelmaan epa¨onnistuu. Kelvolli-
sen tiedoston tapauksessa palvelimen pystytta¨minen onnistuu ja palvelimen tar-
joamaa tietoa voidaan tarkastella asiakasohjelmalla, kuten esimerkiksi UaExpert-
ohjelmalla [110].
5.5.2 Muunnossa¨a¨nno¨t
Muunnostoteutuksessa ka¨yteta¨a¨n Simantics-alustalle ma¨a¨riteltyja¨ SCL- ja STL-kielia¨.
Simantics-alustan Proteus-tiedostojen tuontitoiminnallisuus ja NodeSet-tiedostojen
vientitoiminnallisuus on valmiiksi toteutettuna, joten varsinainen toteutus koskee
mallimuunnosta kahden eri mallin va¨lilla¨. Muunnos noudattaa kappaleissa 5.4.2
ja 5.5.1 ma¨a¨ritettya¨ kuvausta.
AddressSpace:ssa jokaisella solmulla pita¨a¨ olla yksilo¨llinen NodeId. Sen sijaan, etta¨
toteutettaisiin erillinen funktio jokaisen AddressSpace:n solmun yksilo¨llisen NodeId:n
allokoinnille, ka¨yteta¨a¨n hyva¨ksi Simantics-alusta semanttista tietokantaa. Jokaiselle
semanttisen tietokannan entiteetille on ma¨a¨riteta¨a¨n oma yksilo¨llinen resurssitun-
niste kokonaislukuna. Muunnoksessa ka¨yteta¨a¨n AddressSpace:n solmujen NodeId-
attribuutin arvona tietokantaan tuodun Proteus-tiedoston entiteeteille allokoituja
resurssitunnisteita.
Ohjelmassa 5.4 on esitetty XML-serialisaatio kuvan 5.10 Proteus-mallista. Ohjel-
massa 5.5 on muunnossa¨a¨nto¨ CreateObjects, joka muuntaa kaikista XML-elemen-
teista¨ UA-objekteja. Sa¨a¨nto¨ suoritetaan, kun ehtoa ProteusToOPCUA kutsutaan
yhdessa¨ la¨hde- ja kohderesurssin kanssa. Sa¨a¨nno¨n @from-osiossa haetaan annetus-
ta la¨hderesurssista kaikki XML-elementit ja AddressSpace:n objektien niema¨miseen
ka¨ytetta¨via¨ tietoja. @to-osiossa ma¨a¨riteta¨a¨n la¨hderesurssin vastaavuudet kohdemal-
lissa, mika¨ lisa¨ta¨a¨n lopuksi kohdemalliin. STL-sa¨a¨nno¨n sisa¨lla¨ voidaan suorittaa
myo¨s SCL-kielen komentoja Execute-funktion avulla. Sa¨a¨nno¨n @where-osiossa voi-
daan kutsua muita sa¨a¨nto¨ja¨. Ta¨ma¨ sa¨a¨nto¨ kutsuu itsea¨a¨n, jos la¨hderesurssilla on
muita XML-resursseja. Lisa¨ksi sa¨a¨nto¨ kutsuu MapUAVariables-sa¨a¨nto¨a¨, jos la¨hde-
resurssilla on attribuutteja, ja MapReferences-sa¨a¨nto¨a¨ OPC UA -tietomallin mu-
kaisten referenssien muodostamiseksi. Kaksi edella¨ mainuttua sa¨a¨nto¨a¨ on ma¨a¨ritelty
muualla.
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Ohjelmassa D.1 on esitetty ohjelmassa 5.5 esitetyn muunnossa¨a¨nno¨n tuotos, kun sille
syo¨teta¨a¨n ohjelma 5.4. Muunnostuotos vastaa sisa¨llo¨lta¨a¨n ka¨sin laadittua muunnosta
ohjelmassa C.1 pienin poikkeuksin UA-muuttujien lapsielementtien ja¨rjestyksessa¨ ja
arvojen tyypitta¨misessa¨. Muunnoksien testaamisessa ka¨ytetty OPC UA -ohjelmisto-
kehityspaketti osaa ka¨sitella¨ eri ja¨rjestyksessa¨ olevat UA-muuttujien lapsielementit.
UaModeler-ohjelma odottaa, etta¨ lapsielementit ovat ja¨rjestyksessa¨: <DisplayNa-
me>, <References>, <Value>. Molemmat muuttujan arvon tyypitta¨mistavat ovat
valideja molempien testaamisessa ka¨ytettyjen toteuksien na¨ko¨kulmasta. Tietotyy-
peille voidaan ma¨a¨ritta¨a¨ nimiavaruus jo dokumentin alussa esimerkiksi muodossa
xmlns:uax=”tietotyypit-ma¨a¨ritteleva¨n-skeeman-URI”
ja siten ka¨ytta¨a¨ nimiavaruusma¨a¨rittelya¨ XML-elementeissa¨
<uax:Tyyppi>Arvo</uax:Tyyppi>.
Vaihtoehtoisesti tietotyyppi voidaan ma¨a¨ritella¨ suoraan XML-elementin attribuut-
tina
<Tyyppi xmlns=”tietotyypit-ma¨a¨ritteleva¨n-skeeman-URI”>Arvo</Tyyppi>.
Kuvassa 5.13 on graafinen esitys muunnostuotoksena saadusta NodeSet-tiedostosta.
Kuvasta na¨hda¨a¨n solmujen nimet ja millaisilla relaatiolla solmut ovat yhteydessa¨
toisiinsa. Kuvassa 5.14 on na¨kyma¨, miten OPC UA -asiakaskone voi selata muun-
nostuotoksella alustettua OPC UA -palvelinta.
<?xml version="1.0" encoding="UTF -8"?>
2 <PlantModel >
<Equipment ID="xXx" ComponentClass="Tank">
4 <Nozzle ID="yYy">
</Nozzle >
6 </Equipment >
</PlantModel >
Ohjelma 5.4 Kuvan 5.10 Proteus-mallia vastaava XML-serialisaatio.
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1 rule CreateObjects where
@when
3 ProteusToOPCUA ?source ?target
5 @from
XML.hasElement ?source ?element
7 //is used as part of uaobject naming
?hasID = possibleRelatedValue ?element PI.hasID
9 //used in ua namespace i=...
?resourceID = toString $ resourceId ?element
11 L0.InstanceOf ?element ?instanceOf
//used for uaobject name with id
13 ?name = relatedValue ?instanceOf L0.HasName :: String
15 @to
UA.UANodeSet.hasUAObject ?target ?uaObject
17 L0.InstanceOf ?uaObject UA.ComplexTypes.UAObject
UA.ComplexTypes.UANode.hasReferences ?uaObject ?listOfRefs
19 L0.InstanceOf ?listOfRefs UA.ComplexTypes.ListOfReferences
Execute(claimRelatedValue ?uaObject \
21 UA.ComplexTypes.UANode.hasNodeId ("ns=1;i="+? resourceID ))
Execute(claimRelatedValue ?uaObject \
23 UA.ComplexTypes.UANode.hasBrowseName \
("dippa_1:"+?name+match ?hasID with \
25 Just s -> "-"+s; Nothing -> ""))
Execute(claimRelatedValue ?uaObject \
27 UA.ComplexTypes.UANode.hasDisplayName \
(?name+match ?hasID with Just s->"-"+s; Nothing ->""))
29
@where
31 //if XML element has child elements
ProteusToOPCUA ?element ?target
33 //if XML element has attributes
MapUAVariables ?element ?target
35 // references to necessary elements(variables ,objects ..)
MapReferences ?element (?listOfRefs ,? uaObject)
Ohjelma 5.5 STL-sa¨a¨nto¨, jota sovelletaan ohjelmaan 5.4.
5.5.3 Suunnittelutiedon esitta¨minen ja mallimuunnosrajapinta
Kuvassa 5.15 on Simupedia-sovellus verkkosivulle, jossa voidaan esitta¨a¨ suunnitte-
luohjelmistosta tuodun Proteus-skeeman (versio 3.6.0) mukaisen XML-dokumentin
graafinen- ja tietosisa¨lto¨. Sovelluksen vasemmassa yla¨kulmassa on juurielementti,
joka toimii sovelluksen, ja siten myo¨s verkkosivudokumentin, rakenteellisena perus-
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Kuva 5.13 Esimerkkimuunnoksen tuotoksena syntyneella¨ NodeSet-tiedostolla alustettu
mallinnusprojekti. Kuvakaappaus UaModeler-ohjelmasta [111].
Kuva 5.14 Esimerkkimuunnoksen tuotoksena syntyneella¨ NodeSet-tiedostolla on alustet-
tu OPC UA -palvelin, jonka sisa¨lto¨a¨ selataan OPC UA -asiakasohjelmalla. Kuvakaappaus
UaExpret-ohjelmasta [110].
tana. Dokumentin sisa¨lto¨a¨ voidaan ryhmitella¨ pysty- ja vaakasa¨ilio¨illa¨ (container),
mitka¨ ovat kuvassa harmaita suorakaiteita, joiden sisa¨lla¨ on useita valkeita ruutuja.
Dokumentin rakenne muodostuu sitomalla sa¨ilio¨t ja widgetit haluttuihin paikkoihin
dokumentissa turkooseilla viivoilla. Kuvassa juurielementtiin on liitetty ensiksi pys-
tysa¨ilio¨ ja siihen edelleen kolme vaakasa¨ilio¨ta¨. Sa¨ilio¨ihin on lisa¨ksi liitetty erina¨inen
ma¨a¨ra¨ erilaisia widgetteja¨, kuten nimio¨ita¨ (label) ja painonappeja (button). Doku-
mentin rakenne jakaantuu karkeasti kolmeen osaan. Ensimma¨isessa¨ ylimma¨ssa¨ kol-
manneksessa huolehditaan muunnettavan tiedoston siirta¨misesta¨ palvelimelle, tie-
doston muuntamisesta ja muunnetun tiedoston lataamisesta. Keskella¨ on palvelimel-
le tuodun tiedoston sisa¨llo¨n graafinen esitys, jos tiedosto sisa¨lta¨a¨ Proteus-skeeman
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mukaisia graafisia elementteja¨. Alimpana taulukoissa esiteta¨a¨n graafina¨kyma¨sta¨ va-
litun PI-komponentin metatietoa.
Simupedia-sovelluksessa on pinkeilla¨ viivoilla yhdistetty widgetteja¨ toisiinsa. Widge-
tit voivat la¨hetta¨a¨ ja vastaanottaa tapahtumia (event), mutta vain ma¨a¨ra¨tynlaisia.
Esimerkiksi Button-widgetti voi la¨hetta¨a¨ vain “clicked”-tapahtumia ja Upload-wid-
getti voi vastaanottaa vain “submit”-tapahtumia. Saadakseen na¨ma¨ widgetit ymma¨r-
ta¨ma¨a¨n toisiaan, sijoitetaan widgettien va¨liin Trigger-widgetti, joka toimii tapahtu-
matulkkina. Action-widgettilla¨ voidaan suorittaa SCL-funktioita.
Kuvassa 5.16 on esitetty na¨kyma¨ kuvan 5.15 Simupedia-sovelluksen tuottamasta
verkkosivusta. Palvelimelle on ladattu esimerkkitiedostona PI-kaavio, josta on valit-
tu instrumenttisymboli. Valitun symbolin metatiedot on esitetty taulukoissa graafi-
sen na¨kyma¨n alapuolella.
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Kuva 5.15 Simupedia-sovellus suunnittelutiedon esitta¨miselle ja mallimuunnostoteutuk-
selle.
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Kuva 5.16 Simupedia-sovelluksella toteutettu verkkosivu Proteus/DEXPI-mallin muun-
tamiselle seka¨ graafisentiedon etta¨ metatiedon esitta¨miselle.
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6. TULOKSET JA JOHTOPA¨A¨TO¨KSET
Ta¨ssa¨ tyo¨ssa¨ tavoitteena oli selvitta¨a¨ PI-suunnittelutiedonsiirtoon soveltuvat stan-
dardit ja tutkia na¨ista¨ potentiaalisimman standardin toteutusvalmiutta laitossuun-
nitteluohjelmistoissa. Jatkoon valikoituneen standardin ja laitteistorajapintastaran-
dardin OPC UA:n metamallien va¨lille ma¨a¨riteltiin kuvaus ja toteutettiin mallimuun-
nostyo¨kalu ka¨ytta¨en Simantics-alustaa. Muunnoksen tuotoksena saatavaa OPC UA
AddressSpace-mallin XML-serialisaatiota NodeSet-tiedostoa voidaan edelleen ka¨ytta¨a¨
OPC UA -palvelimen alustamiseen ja siten tarjota muun muassa avoin rajapinta
suunnittelutietoon tunnetun standardin mukaisesti.
Vertailluista standardeista jatkoon valikoitui standardin ISO 15926 XML-serialisaa-
tion Proteus-skeemaan perustuva DEXPI-spesifikaatio. Ta¨ha¨n spesifikaatioon pa¨a¨dyt-
tiin sen valmiudesta mallintaa PI-kaavioiden metatietoa ja graafista tietoa, se pe-
rustuu vertailusta toiseen kesta¨neeseen standardiin, ja ennen kaikkea se on jo otettu
osaksi usean ohjelmistotoimittajan laitossuunnitteluohjelmistoa. Lisa¨ksi spesifikaa-
tiota ja sen toteutusta suunnitteluohjelmistoissa kehiteta¨a¨n aktiivisesti, ja silla¨ on
usean omistaja-operaattorin tuki taustalla.
Eri suunnitteluohjelmistojen valmiutta tukea DEXPI-spesifikaatiota tarkasteltiin
DEXPI-tyo¨ryhma¨n avoimen versionhallinnan verkkosivuston avulla. Suunnitteluoh-
jelmistojen DEXPI-tuen kehitys on jaettu osatavoitteisiin, jotka ovat askelia kohti
kokonaisvaltaista PI-suunnittelutiedonsiirtoa. Versionhallintaan vietyjen tiedostojen
perusteella voidaan pa¨a¨tella¨, mita¨ toteutuksen osa-alueita suunnitteluohjelmistoissa
on aloitettu kehitta¨ma¨a¨n. Suunnitteluohjelmistojen kehitysta¨ seurattiin versionhal-
lintaan vietyjen tiedostojen perusteella puolen vuoden ajan aktiivisuustaulukolla. Se
ei ota kantaa toteutuksen valmiuteen. Seurannan perusteella valmiisiin toteutuksiin
on toisilla ohjelmistotoimittajilla enemma¨n matkaa kuin toisilla.
Ohjelmistotoimittajat voivat tarkastella suunnitteluohjelmistoista tuotujen tiedosto-
jen graafisen tiedon mallinnustoteutusta ja semanttisen tiedon vastaavuutta DEXPI-
spesifikaatioon DEXPI-tyo¨ryhma¨n tyo¨kaluilla. Toistaiseksi tyo¨ryhma¨lla¨ ei ole tyo¨-
kaluja tai metriikkaa suunnitteluohjelmistoista tuotujen tiedostojen rakenteen ver-
tailuun. Toisaalta tyo¨ryhma¨lla¨ on osatavoitekohtaisia verifiointitiedostoja, jotka ku-
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vaavat millainen suunnitteluohjelmistoista tuotujen tiedostojen rakenne tulisi olla
DEXPI-spesifikaation na¨ko¨kulmasta. Jotta suunnitteluohjelmistojen valmiutta tu-
kea DEXPI-spesifikaatiota voitaisiin arvioida, ma¨a¨ritettiin mittari tiedostojen ra-
kenteen samankaltaisuuden vertaamiseksi. Ma¨a¨ritelty metriikka vertailee tiedosto-
jen rakennetta piirrevektorien avulla, jotka muodostuvat tiedostojen juuripoluis-
ta. Suunnitteluohjelmistoista tuotujen tiedostojen oletettiin olevan verifioitu ja va-
lidoitu Proteus-skeemaa vasten jo suunnitteluohjelmistoissa. Kehitetyn metriikan
perustellaa toteutettiin ohjelma, joka vertaili suunnitteluohjelmistoista tuotuja tie-
dostoja verifiointitiedostoihin automaattisesti. Metriikka ja ohjelma toimivat hyvin
tyo¨ryhma¨n versionhallinnan esimerkinomaisiin tiedostoihin. Saatu tulos varmistet-
tiin myo¨s silma¨ma¨a¨ra¨isesti.
Metriikkaa voisi jatkokehitta¨a¨ ma¨a¨rittelema¨lla¨ lisa¨a¨ piirevektoreita. Puolirakenteelli-
sen tiedoston juuripolkujen lisa¨ksi voitaisiin vertailla myo¨s alipolkuja ja na¨in paran-
taa rakenteiden vertailun luotettavuutta. Piirrevektoreihin voitaisiin lisa¨ta¨ tiedos-
ton elementeja¨ yksilo¨iva¨sta¨ tiedosta tai ma¨a¨rittelema¨lla¨ metriikka uusiksi semant-
tiikkaan perustuen.
Proteus/DEXPI-tietomallin ja OPC UA -tietomallin va¨lille ma¨a¨ritettiin kuvaus, jon-
ka perusteella toteutettiin muunnostyo¨kalu web-ka¨ytto¨liittyma¨lla¨ Proteus/DEXPI-
mallin muuntamiseksi OPC UA -malliksi. Kuvauksessa ma¨a¨ritettiin, mitka¨ Pro-
teus/DEXPI-tietomallin elementit, relaatiot ja tietotyypit vastaavat OPC UA -
tietomallissa ma¨a¨riteltyja¨. Kuvauksessa ka¨ytettiin molempien tietomallien standar-
deja/spesifikaatioita ja XML-skeemoja. Varsinainen mallimuunnos toteutettiin hyo¨-
dynta¨en Simantics-alustan semanttista tietokantaa ja STL-muunnoskielta¨. Web-
ka¨ytto¨liittyma¨ suunniteltiin Simupedia-sovelluksella. Mallimuunnoksen toteutus mah-
dollisuus web-ka¨ytto¨liittyma¨n kautta palvelee ajatusta pilvipalvelujen taustalla.
Aikaansaatu mallimuunnostoteutus vastaa muunnokselle asetettuja tavoitteita. Muun-
nos la¨hdemallista kohdemalliksi voidaan suorittaa automaattisesti siten, etta¨ muun-
nostuotos eli kohdemalli noudattaa tietomallien va¨lille ma¨a¨riteltya¨ kuvausta. Muun-
noksen helpottaa suunnittelutiedon siirtoa laitossuunnitteluprojektin suunnitteluos-
apuolien kesken ja suunnittelutiedon ka¨ytto¨a¨ ka¨yto¨naikaisissa prosesseissa. Na¨in ol-
len suunnittelutieto voidaan tarjota edelleen palveluna OPC UA -palvelimen avulla
projektin muille osapuolille tai helpottaa esimerkiksi automaatioinsino¨o¨rin tyo¨taakkaa
laitteistorajapintatoteutuksissa, jos laitoksessa pa¨a¨dyta¨a¨n ka¨ytta¨ma¨a¨n OPC UA:ta
hyo¨dynta¨va¨a¨ tekniikkaa.
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LIITE B. OHJELMA XML-DOKUMENTTIEN
RAKENTEIDEN SAMANKALTAISUUDEN
VERTAILUUN
"""
2 /----------------------------------------------------------------------/
/----------------------------------------------------------------------/
4 | /_\ _ _| |_| |__ ___ _ __ _
| //_\\| | | | __| ’_ \ / _ \| ’__(_)
6 | / _ \ |_| | |_| | | | (_) | | _
| \_/ \_/\__,_|\__|_| |_|\___/|_| (_)
8 |
| \ \ __ _ _ __ _ __ ___ \ \ ___ ___ _ __ __ _ ___
10 | \ \/ _‘ | ’_ \| ’_ \ / _ \_____ \ \/ _ \ / _ \| ’_ \ / _‘ / __|
| /\_/ / (_| | | | | | | | __/_____ /\_/ / (_) | (_) | | | | (_| \__ \
12 | \___/ \__,_|_| |_|_| |_|\___| \___/ \___/ \___/|_| |_|\__,_|___/
| _ _
14 | /\/\ __ _ _ __ | |_ ___(_)_ __ ___ _ __
| / \ / _‘ | ’_ \| __/ __| | ’_ \ / _ \ ’_ \
16 | / /\/\ \ (_| | | | | |_\__ \ | | | | __/ | | |
| \/ \/\__,_|_| |_|\__|___/_|_| |_|\___|_| |_|
18 /----------------------------------------------------------------------/
/----------------------------------------------------------------------/
20 """
import glob ,os #modulit hakemistojen ja tiedostojen ka¨ sittelyyn
22 import lxml.etree as ET #moduli XML -prosessointiin
import re #regex -moduli
24
’’’Hakee rekursiivisesti annettun XML -elementin
26 (’solmun ’) vanhemman , isovanhemman jne. muodostaen
juuripolun.
28
** Parameters:
30 -solmu (lxml.etree._Element)
-lista ([lxml.etree._Element ])
32 ** Return:
ei varsinaisesti palauta mit a¨ a¨n; lis a¨ a¨ juuripolun
34 listana funktiolle parametrina annetulle listalle
’lista ’
36 ’’’
def getRootPath(solmu ,lista ):
38 i f solmu.getparent () i s None:
None
40 e l se :
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lista.append(solmu.getparent ())
42 getRootPath(solmu.getparent (),lista)
44 ’’’Funktio hakee kaikki XML -tiedoston "lehdet", eli elementit
joilla ei ole lapsielementtej a¨, ja palauttaa ne listana.
46
** Parameters:
48 -elementTree (lxml.etree._ElementTree)
** Returns:
50 -leafNodes ([lxml.etree._Element ])
’’’
52 def getLeafNodes(elementTree ):
leafNodes = []
54 for node in elementTree. i t e r (’*’):
i f 0 == len(node):
56 leafNodes.append(node)
leafNodes = filterAttributeNodes(leafNodes)
58 return leafNodes
60 ’’’Funktio poistaa parametrinaan saadusta listasta ei -halutut
elementit ja palauttaa sen.
62
** Parameters:
64 -leafList ([lxml.etree._Element ])
** Retruns:
66 -filteredList ([lxml.etree._Element ])
’’’
68 def filterAttributeNodes(leafList ):
dexpiAttributeElementList = []
70 filteredList = []
for leaf in leafList:
72 i f leaf.tag == "GenericAttribute":
parent = leaf.getparent ()
74 i f parent.get("Set") == "DexpiAttributes" and \
not parent in dexpiAttributeElementList:
76 dexpiAttributeElementList.append(parent)
filteredList.append(leaf)
78 e l se :
None
80 e l se :
filteredList.append(leaf)
82 return filteredList
84 ’’’Funktio etsii XML -dokumentista juuripolut.
86 ** Paramenters:
-elementTree (lxml.etree._ElementTree)
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88 ** Returns:
-rootPaths ([[ lxml.etree._Element ]])
90 ’’’
def getRootPaths(elementTree ):
92 rootPaths = []
leafNodes = getLeafNodes(elementTree)
94 while len(rootPaths) <= len(leafNodes )-1:
rootPaths.append ([])
96 for node in leafNodes:
i f node.getparent () i s None:
98 None
e l se :
100 rootPaths[leafNodes.index(node )]. append(node)
getRootPath(node ,rootPaths[leafNodes.index(node )])
102 return rootPaths
104 ’’’Funktio vertaa kahden XML -tiedoston juuripolkuja kesken a¨ a¨n. Jos
ensimm a¨isen a¨ parametrina annetun listan juuripolku lo¨ytyy
106 toisena parametrina annetusta listasta , lis a¨ta¨ a¨n polun
indeksi listaan ’pathIndexMatch ’.
108
** Paramenters:
110 -ver ([[ lxml.etree._Element ]])
-comp ([[ lxml.etree._Element ]])
112 ** Returns:
-pathIndexMatch ([int])
114 ’’’
def matchSearch(ver ,comp):
116 addressBucket = []
pathIndexMatch = []
118 for rootPathVer in ver:
pathVer = [element.tag for element in rootPathVer]
120 for rootPathVend in comp:
pathVend = [element.tag for element in rootPathVend]
122 i f pathVer == pathVend and \
len ([item for item in addressBucket i f
124 hex( id(rootPathVer )) in item ])==0 and \
len ([item for item in addressBucket i f
126 hex( id(rootPathVend )) in item ])==0:
pathIndexMatch.append(ver.index(rootPathVer ))
128 verAdd = hex( id(rootPathVer ))
vendAdd = hex( id(rootPathVend ))
130 addressBucket.append( tuple ((verAdd ,vendAdd )))
return pathIndexMatch
132
i f __name__ == ’__main__ ’:
134
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path=(’C:/data/Desktop/xml vert/’)
136 verRootPaths = [[]]
vendRootPaths =[[]]
138
r = re.compile(’^[A-Z][0 -9][0 -9]’)
140 subFolders = f i l t e r (r.match , [x[1] for x in os.walk(path )][0])
for sub in subFolders:
142 print (sub)
os.chdir(os.path.join(path+sub))
144 for verificatorFile in glob.glob(’*VER*.xml’):
verEt = ET.parse(verificatorFile)
146 verRootPaths = getRootPaths(verEt)
print (’Number of rootPaths: {0}’. format( len(verRootPaths )))
148 for vendorFile in glob.glob(’*-*[!V][!E][!R].*. xml’):
vendEt = ET.parse(vendorFile)
150 vendRootPaths = getRootPaths(vendEt)
equalPaths = matchSearch(verRootPaths , vendRootPaths)
152 print (’{0} - {1}’. format(vendorFile , len(equalPaths )))
Ohjelma B.1 Python-koodi Proteus/DEXPI-tiedostojen juuripolkujen vertailuun re-
ferenssitiedostoa vasten.
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LIITE C. OPC UA NODESET -ESIMERKKI
<?xml version="1.0" encoding="UTF -8"?>
2 <UANodeSet
xmlns="http:// opcfoundation.org/UA /2011/03/ UANodeSet.xsd"
4 xmlns:xsd="http: //www.w3.org /2001/ XMLSchema"
xmlns:xsi="http: //www.w3.org /2001/ XMLSchema -instance"
6 xmlns:uax="http: // opcfoundation.org/UA /2008/02/ Types.xsd">
<UAObject NodeId="ns=1;i=100" BrowseName="dippa_1:Equipment -xXx">
8 <DisplayName >Equipment -xXx</DisplayName >
<References >
10 <Reference IsForward="false" ReferenceType="Organizes">i=85</Reference >
<Reference ReferenceType="HasComponent">ns=1;i=101</Reference >
12 <Reference ReferenceType="HasComponent">ns=1;i=111</Reference >
<Reference ReferenceType="HasComponent">ns=1;i=112</Reference >
14 </References >
</UAObject >
16 <UAObject NodeId="ns=1;i=101" BrowseName="dippa_1:Nozzle -yYy"
ParentNodeId="ns=1;i=100">
18 <DisplayName >Nozzle -yYy</DisplayName >
<References >
20 <Reference IsForward="false" ReferenceType="HasComponent">
ns=1;i=100</Reference >
22 <Reference ReferenceType="HasComponent">ns=1;i=113</Reference >
</References >
24 </UAObject >
<UAVariable NodeId="ns=1;i=111" BrowseName="dippa_1:ComponentClass"
26 ParentNodeId="ns=1;i=100" DataType="String"
AccessLevel="3" UserAccessLevel="3">
28 <DisplayName >ComponentClass </DisplayName >
<References >
30 <Reference IsForward="false" ReferenceType="HasComponent">
ns=1;i=100</Reference >
32 </References >
<Value >
34 <uax:String >Tank</uax:String >
</Value >
36 </UAVariable >
<UAVariable NodeId="ns=1;i=112" BrowseName="dippa_1:ID"
38 ParentNodeId="ns=1;i=100" DataType="String"
AccessLevel="3" UserAccessLevel="3">
40 <DisplayName >ID</DisplayName >
<References >
42 <Reference IsForward="false" ReferenceType="HasComponent">
ns=1;i=100</Reference >
44 </References >
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<Value >
46 <uax:String >xXx</uax:String >
</Value >
48 </UAVariable >
<UAVariable NodeId="ns=1;i=113" BrowseName="dippa_1:ID"
50 ParentNodeId="ns=1;i=101" DataType="String"
AccessLevel="3" UserAccessLevel="3">
52 <DisplayName >ID</DisplayName >
<References >
54 <Reference IsForward="false" ReferenceType="HasComponent">
ns=1;i=101</Reference >
56 </References >
<Value >
58 <uax:String >yYy</uax:String >
</Value >
60 </UAVariable >
</UANodeSet >
62 </UANodeSet >
Ohjelma C.1 Kuvan 5.10 muunnosesimerkki kokonaisuudessaan OPC UA Node-
Set:na¨.
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LIITE D. MUUNNOSPROSESSIN TUOTOS
<?xml version="1.0" encoding="UTF -8"?>
2 <UANodeSet xmlns="http:// opcfoundation.org/UA /2011/03/ UANodeSet.xsd"
xmlns:xsd="http: //www.w3.org /2001/ XMLSchema"
4 xmlns:xsi="http: //www.w3.org /2001/ XMLSchema -instance">
<UAObject NodeId="ns=1;i=60166390" BrowseName="dippa_1:Equipment -xXx">
6 <DisplayName >Equipment -xXx</DisplayName >
<References >
8 <Reference IsForward="false" ReferenceType="Organizes">
i=85</Reference >
10 <Reference ReferenceType="HasComponent">
ns=1;i=60166391 </Reference >
12 <Reference ReferenceType="HasComponent">
ns=1;i=60166394 </Reference >
14 <Reference ReferenceType="HasComponent">
ns=1;i=60166393 </Reference >
16 </References >
</UAObject >
18 <UAObject BrowseName="dippa_1:Nozzle -yYy" NodeId="ns=1;i=60166391"
ParentNodeId="ns=1;i=60166390">
20 <DisplayName >Nozzle -yYy</DisplayName >
<References >
22 <Reference IsForward="false" ReferenceType="HasComponent">
ns=1;i=60166390 </Reference >
24 <Reference ReferenceType="HasComponent">
ns=1;i=60166392 </Reference >
26 </References >
</UAObject >
28 <UAVariable BrowseName="dippa_1:ComponentClass" NodeId="ns=1;i=60166394"
ParentNodeId="ns=1;i=60166390" DataType="String"
30 AccessLevel="3" UserAccessLevel="3">
<Value >
32 <String xmlns="http: // opcfoundation.org/UA /2008/02/ Types.xsd">
Tank</String >
34 </Value >
<DisplayName >ComponentClass </DisplayName >
36 <References >
<Reference ReferenceType="HasTypeDefinition">
38 i=63</Reference >
<Reference IsForward="false" ReferenceType="HasComponent">
40 ns=1;i=60166390 </Reference >
</References >
42 </UAVariable >
<UAVariable BrowseName="dippa_1:ID" NodeId="ns=1;i=60166392"
44 ParentNodeId="ns=1;i=60166391" DataType="String"
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AccessLevel="3" UserAccessLevel="3">
46 <Value >
<String xmlns="http:// opcfoundation.org/UA /2008/02/ Types.xsd">
48 yYy</String >
</Value >
50 <DisplayName >ID</DisplayName >
<References >
52 <Reference ReferenceType="HasTypeDefinition">
i=63</Reference >
54 <Reference IsForward="false" ReferenceType="HasComponent">
ns=1;i=60166391 </Reference >
56 </References >
</UAVariable >
58 <UAVariable BrowseName="dippa_1:ID" NodeId="ns=1;i=60166393"
ParentNodeId="ns=1;i=60166390" DataType="String"
60 AccessLevel="3" UserAccessLevel="3">
<Value >
62 <String xmlns="http:// opcfoundation.org/UA /2008/02/ Types.xsd">
xXx</String >
64 </Value >
<DisplayName >ID</DisplayName >
66 <References >
<Reference ReferenceType="HasTypeDefinition">
68 i=63</Reference >
<Reference IsForward="false" ReferenceType="HasComponent">
70 ns=1;i=60166390 </Reference >
</References >
72 </UAVariable >
</UANodeSet >
Ohjelma D.1 Ohjelma 5.4 muunnettu OPC UA NodeSet:ksi.
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LIITE E. XSLT-DOKUMENTTI MUUNNOKSEN
JA¨LKIPROSESSOINTIIN
1 <?xml version="1.0" encoding="UTF -8"?>
<xsl:stylesheet xmlns:xsl="http://www.w3.org /1999/ XSL/Transform"
3 xmlns:uax ="http: // opcfoundation.org/UA /2011/03/ UANodeSet.xsd"
version="1.0">
5 <xsl:strip -space elements="*"/>
<xsl:output indent="yes"/>
7 <xsl:template match="node ()|@*">
<xsl:copy >
9 <xsl:apply -templates select="node ()|@*"/>
</xsl:copy >
11 </xsl:template >
<xsl:template match="uax:UAVariable">
13 <xsl:copy >
<xsl:apply -templates select="@*"/>
15 <xsl:apply -templates select="uax:DisplayName"/>
<xsl:apply -templates select="uax:References"/>
17 <xsl:apply -templates select="uax:Value"/>
</xsl:copy >
19 </xsl:template >
</xsl:stylesheet >
Ohjelma E.1 XSLT-dokumentti muunnostuotoksena saadun XML-tiedoston UA-
muuttujan lapsielementtien ja¨rjestyksen ja¨lkiprosessointiin.
