Automatische Erkennung von Model Smells in Simulink-Modellen by Winkler, Jonas Paul & Tran, Quang Minh
This version is available at https://doi.org/10.14279/depositonce-6971
Copyright applies. A non-exclusive, non-transferable and limited 
right to use is granted. This document is intended solely for 
personal, non-commercial use.
Terms of Use
Winkler, Jonas Paul; Tran, Quang Minh (2014):  Automatische Erkennung von Model Smells in Simulink-
Modellen. In: Informatiktage 2014 - Big (Data) is beautiful. Bonn: Gesellschaft für Informatik.  
URI: http://dl.gi.de/handle/20.500.12116/4930.
Winkler, Jonas Paul; Tran, Quang Minh
Automatische Erkennung von Model 
Smells in Simulink-Modellen
Published versionDokumententyp   |
Automatische Erkennung von Model Smells in
Simulink-Modellen
Jonas Paul Winkler, Quang Minh Tran
jwinkler@mailbox.tu-berlin.de, tu-berlin.tran@daimler.com
Abstract: Simulink-Modelle werden mit zunehmender Komplexita¨t anfa¨llig fu¨r Qua-
lita¨tsdefizite. Die Ursache dafu¨r sind strukturelle Probleme, sogenannte Model Smells.
Die manuelle Erkennung von Model Smells ist aufwa¨ndig, daher wird ein Verfahren
zur automatisierten Erkennung von Model Smells vorgestellt. Dieses ermo¨glicht es
Modellierern, effizient die Qualita¨t von Modellen zu verbessern.
1 Einfu¨hrung
Matlab/Simulink von The MathWorks ist ein Werkzeug zur modellgetriebenen Software-
entwicklung. Simulink wird insbesondere in der Automobilbranche zur Entwicklung der
Software fu¨r Microcontroller eingesetzt.
Bedingt durch die stetig steigende Komplexita¨t der umzusetzenden Funktionen und sich
wa¨hrend der Entwicklung a¨ndernden Anforderungen sinkt in großen Simulink-Modellen
u¨ber la¨ngere Zeit die interne Qualita¨t [KKT11, S. 194]. Dies fu¨hrt zu schlechter Wartbar-
keit, Erweiterbarkeit und Testbarkeit des Modells.
Die Ursachen von Qualita¨tsdefiziten werden in der Regel manuell gesucht und behoben.
Dieser Prozess ist fehleranfa¨llig und sehr zeitaufwa¨ndig. Daher ist es wu¨nschenswert, die
Analyse der internen Modellqualita¨t und die Beseitigung von Defiziten durch Werkzeuge
zu automatisieren, wie es bereits bei imperativen Programmiersprachen der Fall ist. Dort
gibt es umfangreiche Analysewerkzeuge1 und in die Entwicklungsumgebungen integrierte
Refactoring-Tools zum Verbessern von schlechtem Quellcode.
Ziel der Arbeit ist die Schaffung einer Grundlage zur Erkennung von strukturellen, qua-
lita¨tsmindernden Problemen in Simulink-Modellen und die Entwicklung eines Prototyps
zur Demonstration der Umsetzbarkeit der gezeigten Grundlagen.
2 Verwandte Arbeiten
Strukturelle und qualita¨tsmindernde Probleme existieren auch in imperativen Program-
miersprachen. Dort sind sogenannte Code Smells ein Indiz fu¨r geringe interne Codequa-
1SonarQube, http://www.sonarqube.org/
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Smells ko¨nnen durch gezielten Einsatz von Refactoring behoben werden.
In Simulink gibt es bereits unterschiedlich Ansa¨tze zur Qualita¨tsanalyse von Modellen. Jan
Scheible beschreibt ein auf Metriken basierendes Qualita¨tsmodell fu¨r Simulink-Modelle
[Sch12]. In diesem werden Kennzahlen (Anzahl der Blo¨cke, Durchschnittliche Anzahl
an Subsystemen pro Subsystem) zu einer quantitativen Qualita¨tsbewertung von Simulink-
Modellen zusammengesetzt. In dieser Arbeit u¨berfu¨hren wir die Idee der Code Smells
nach Simulink und fu¨hren den neuen Begriff
”
Model Smell“ ein. Zur Beschreibung von
Model Smells nutzen wir unter anderem die Metriken aus [Sch12].
3 Model Smells
Ein Model Smell ist ein allgemeines Muster, dessen Vorhandensein in einem Simulink-
Modell ein Indiz fu¨r geringe interne Modellqualita¨t ist. Ein Simulink-Modell besteht aus
Blo¨cken und gerichteten Linien. Blo¨cke repra¨sentieren die Operationen in einem Mo-
dell, Linien verbinden mehrere Blo¨cke miteinander. U¨ber Linien werden Signale zwischen
Blo¨cken transportiert.
Model Smells und Code Smells haben folgende Eigenschaften gemeinsam:
• Die Existenz eines Smells muss nicht zwingend niedrige Qualita¨t bedeuten, daher
muss der Entwickler fu¨r jeden in einem Artefakt (Code, Modell) gefundenen Smell
selbst entscheiden, ob der Smell tatsa¨chlich ein Problem darstellt.
• Wenn ein Problem erkannt wurde, muss dieses durch geeignete Gegenmaßnahmen
(
”
Refactoring“) eliminiert werden. Dabei vera¨ndert sich die Funktionalita¨t des Ar-
tefakts nicht.
Das Muster eines Model Smells besteht aus auf abstrakten Simulink-Elementen formulier-
ten Bedingungen und zwischen diesen Simulink-Elementen bestehenden Zusammenha¨n-
gen. Mo¨gliche Simulink-Elemente sind insbesondere Blo¨cke, Linien und Signale. Treffen
alle Bedingungen und Zusammenha¨nge auf einen konkreten Teil eines Modells zu, so stellt
dieser Teil im gegebenen Modell eine Instanz des Model Smells dar.
Nachfolgend werden beispielhaft zwei Model Smells vorgestellt.
Großes Subsystem. Dieser auf Basis des Code Smells
”
Lange Methode“ [Fow99, S. 69]
entwickelte Model Smell erfasst Subsysteme, die mehr als eine festgelegte Anzahl an
Kindblo¨cken besitzen. Sehr große Subsysteme implementieren meist zu viele Funktionen
und sind daher ein Hinweis auf schlechte Modularisierung des Systems.
Signalumbenennung. Werden Signale entlang ihres Pfades umbenannt, wird der Signal-
name u¨berschrieben. Fu¨r den Modellierer wird es dadurch schwieriger, Ursprung und Be-
deutung von umbenannten Signalen zu bestimmen. Instanzen dieses Smells verschlechtern
die Lesbarkeit und Versta¨ndlichkeit eines Modells.2
2http://www.mathworks.de/de/help/simulink/mdl gd/signals-and-signal-labels.html
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4 Formulierung in Prolog
Um Model Smells automatisiert finden zu ko¨nnen werden Simulink-Modelle und Model
Smells in Prolog dargestellt. Modelle werden durch Fakten und Model Smells durch Re-
geln beschrieben. Prolog ermo¨glicht es daraufhin, im Modell automatisiert nach Model
Smells zu suchen.
Folgende Konventionen gelten bei der Darstellung von Simulink-Modellen durch Fakten:
block(b). Legt fest, dass b ein Simulink-Block ist.
block type(b,t). Der Typ des Blocks b ist t. t ist ein String.
block parent(b,p). p ist ein Subsystem und entha¨lt den Block b.
line(l). l ist eine Simulink-Linie.
line source(l,b). Die Linie l startet an Block p.
line name(l,n). Die Linie l tra¨gt den Namen n (String).
signal source(s,b). Das Signal s wird an Block p erzeugt.
Fakten fu¨r ein konkretes Simulink-Modell werden mithilfe eines Skripts automatisch ge-
neriert. Auf Basis dieser Konventionen ko¨nnen nun die in Abschnitt 3 eingefu¨hrten Model




aggregate_all(count, block_parent(_, X), C),
C >= 15.
Wenn X ein Simulink-Block, insbesondere ein SubSystem-Block ist und die Anzahl der
Blo¨cke, die X als Vater haben, gro¨ßer oder gleich 15 ist, so ist das durch X repra¨sentierte






\+ StartLine = L.
Die Quelle des Signals S ist der Block Block. Mit diesem Block verbunden ist die Linie
StartLine - die erste Linie, auf der S gefu¨hrt wird. Existiert eine Linie L, die ebenfalls
das Signal S fu¨hrt (ausgedru¨ckt durch line signal), einen beliebigen Namen tra¨gt und
sich von StartLine unterscheidet, so wird das Signal S durch die Linie L umbenannt.
Die Kombination von S und L ist eine Instanz des Smells Signalumbenennung.
Gegeben sei ein durch Fakten repra¨sentiertes Simulink-Modell. Dann ko¨nnen mithilfe der
als Regeln ausgedru¨ckten Model Smells und einer Prolog-Engine zwei Operationen aus-
gefu¨hrt werden: Wird eine Model Smell-Regel mit konkreten Simulink-Objekten aufgeru-
fen, beweist oder widerlegt die Prolog-Engine die Regel fu¨r die Eingaben. Wird eine Regel
mit Variablen aufgerufen, sucht die Prolog-Engine nach allen mo¨glichen Kombinationen,
die zur Erfu¨llung der Regel fu¨hren.
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5 Weitere Beitra¨ge
Zwei mo¨gliche Model Smells wurden in diesem Paper pra¨sentiert. Neben den beiden vor-
gestellten wurden dreizehn weitere Muster als Model Smells identifiziert und in Prolog
implementiert. Mit der Prolog-Implementierung ist nach Generierung von Fakten zu ei-
nem Simulink-Modell die Suche nach Model Smells in diesem Modell mo¨glich. Analysen
haben allerdings gezeigt, dass die Einsetzbarkeit der Prolog-Implementierung in realen
Modellen mit moderater Gro¨ße (mehr als 1000 Blo¨cke) unpraktikabel ist und die Laufzeit
der Erkennung einiger Model Smells quadratisch mit der Anzahl der Blo¨cke wa¨chst.
Daher wurde auf Basis der Prolog-Regeln ein Werkzeug in M-Script entwickelt, welches
aufgrund der Verwendung der Simulink-API deutlich schneller arbeitet. Dieses Werkzeug
bietet daru¨ber hinaus einige besonders fu¨r Anwender interessante Funktionen:
Das Werkzeug bietet eine graphische Benutzeroberfla¨che, durch die gefundene Instanzen
in einer Liste dargestellt werden. Zur schnellen Lokalisierung kann der Modellierer mittels
Schaltfla¨chen die zu einer Instanz geho¨renden Modellteile farbig hervorheben.
6 Ausblick
Der Einsatz des Werkzeuges in einem realen Modell mit geringer interner Qualita¨t hat
gezeigt, dass die gefundenen Smell-Instanzen ein guter Ausgangspunkt zur zielgerichte-
ten Verbesserung der Modellqualita¨t sind. Ausbesserungsmaßnahmen zur Entfernung von
Model Smells ko¨nnen mithilfe von werkzeuggestu¨tzten Transformationen [TD13] auto-
matisiert durchgefu¨hrt werden.
Zur Weiterfu¨hrung des Themas mu¨ssen weitere Model Smells insbesondere in Kooperati-
on mit Simulink-Modellierern identifiziert, in einem Katalog aufgelistet und implementiert
werden.
Literatur
[Fow99] Martin Fowler. Refactoring: Improving the Design of Existing Code. Addison-Wesley
Professional, 1. Auflage, 1999.
[KKT11] So¨ren Kemmann, Thomas Kuhn und Mario Trapp. Extensible and automated model-
evaluations with INProVE. In Proceedings of the 6th international conference on Sys-
tem analysis and modeling: about models, SAM’10, Seiten 193–208, Berlin, Heidelberg,
2011. Springer-Verlag.
[Sch12] Jan Scheible. Automatisierte Qualita¨tsbewertung am Beispiel von MATLAB Simulink-
Modellen in der Automobil-Doma¨ne. Dissertation, Universita¨t Tu¨bingen, 2012.
[TD13] Quang Minh Tran und Christian Dziobek. Ansatz zur Erstellung und Wartung von
Simulink-Modellen durch den Einsatz von Transformationen/Refactorings und Generie-
rungsoperationen. In Holger Giese, Michaela Huhn, Jan Phillips und Bernhard Scha¨tz,
Hrsg., MBEES, Seiten 1–12. fortiss GmbH, Mu¨nchen, 2013.
170
