















































context.strokeStyle = ‘#000000’; 直線の色の指定 
context,linewidth = 1; 直線の幅の指定 
context.lineCap = ‘square’; 直線の終端処理 
context.beginPath(); 直線の描画開始 
context.moveTo(-1, 0); 直線の描画開始座標の移動 
context.lineTo(1, 0); 直線の描画終了座標の指定 
context.stroke(); 直線の描画開始座標から描画終了座標まで描画 
 









context.fillStyle = ‘#000000’; 塗りつぶしの色の指定 
context.strokeStyle = ‘#000000’; 線の色の指定 
context.lineWidth = 1; 幅の指定 
context,arc(0, 0, 2, (Math.PI/180)*0, (Math.PI/180)*360, false); (中心の x座標, 中心の y座標, 
半径, 円の描画開始角度[ラジアン], 円の描画終了角度[ラジアン], 円の描画方向[true 反時







以上の命令を実行すると、図 2.2 のように塗りつぶしの色が黒、線の色が黒で幅が 1 ピ
クセル、中心座標が(0,0)、円の半径が 2の円が描画される。それぞれの変数を外部から与
える circle関数を作成し、円を描く際には circle関数に必要な変数を与えて描画している。 
 
図 2.2 円の描画 
2.3 矩形の描画 
 Canvasでは、矩形の描画は以下のような命令群で行う。 
context.fillStyle = ‘#000000’; 塗りつぶしの色の指定 
context.strokeStyle = ‘#000000’; 線の色の指定 
context.lineWidth = 1; 線の幅 
contex.fillRect(0, 0, 2, 1); (矩形の中心の x座標, 矩形の中心の y座標, 矩形の幅, 矩形の高
さ) 
 
 以上の命令を実行すると、図 2.3のように塗りつぶしの色が黒、線の色が黒、線の幅が 1




図 2.3 矩形の描画 
尾崎 誠 
－ 160 － 
 
3. WebGLによる図形の描画方法について 
















gl.clearColor(1.0, 1.0, 1.0, 1.0); 
gl.clear(gl.COLOR_BUFFER_BIT);  
// 空バッファオブジェクトの生成 
var buffer = gl.createBuffer(); 
gl.bindBuffer(gl.ARRAY_BUFFER, buffer); 
// 頂点シェーダー 
var vSource = [ 
    "precision mediump float;", 
    "attribute vec2 vertex;", 
    "void main(void) {", 
        "gl_Position = vec4(vertex, 0.0, 1.0);", 
    "}" 
].join("¥n"); 
 





var rgba = [0.0, 0.0, 0.0, 1.0]; // Red, Green, Blue, Alpha 





    "precision mediump float;", 
    "void main(void) {", 
        "gl_FragColor = vec4("+ rgba.join(",") +");", 
    "}" 
].join("¥n"); 
 











// シェーダー側の変数を Javascript側での受け取り 
var vertex = gl.getAttribLocation(program, "vertex"); 
gl.enableVertexAttribArray(vertex); 
gl.vertexAttribPointer(vertex, 2, gl.FLOAT, false, 0, 0); 
// 座標のセット 
var vertices = [ 
    -0.125, 0, 
    0.125, 0 
]; 
// 直線の描画 
gl.bufferData(gl.ARRAY_BUFFER, new Float32Array(vertices), gl.DYNAMIC_DRAW); 
gl.drawArrays(gl.LINE_STRIP, 0, vertices.length/2); 
 
 以上の命令を実行すると Canvasでの描画と同じく、図 3.1のように色が黒で線の幅 1ピ
クセル、終端の形が四角となる直線を、(-1, 0)から(1, 0)まで描画される。このような、直
線を描画するのに必要な命令群を、Canvas で描画する際と同様に connect 関数とし、外部
から必要な変数を与えて直線が描画できるようにしている。 
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var vertices = [ 
    0, -0.5, 
    -0.5, 0.5 
    0.5, 0.5 
]; 
// 三角形の描画 
gl.bufferData(gl.ARRAY_BUFFER, new Float32Array(vertices), gl.DYNAMIC_DRAW); 
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4. おわりに 





 WebGL は、今後改定され WebGL2 となる予定であり、将来的には再度のプログラム変
更が必要となる可能性がある。そのため、今後の作業負担を考慮し、Three.jsなどのWebGL
描画用のライブラリの利用も検討する必要がある。特に、3 次元幾何アニメーション表示
に拡張する際には熟慮する必要がある。 
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