Short tandem repeats, specifically microsatellites, are widely used genetic markers, associated with human genetic diseases, and play an important role in various regulatory mechanisms and evolution. Despite their importance, much is yet unknown about their mutational dynamics. The increasing availability of genome data has led to several in silico studies of microsatellite evolution which have produced a vast range of algorithms and software for tandem repeat detection. Documentation of these tools is often sparse, or provided in a format that is impenetrable to most biologists without informatics background. This article introduces the major concepts behind repeat detecting software essential for informed tool selection. We reflect on issues such as parameter settings and program bias, as well as redundancy filtering and efficiency using examples from the currently available range of programs, to provide an integrated comparison and practical guide to microsatellite detecting programs.
INTRODUCTION
Microsatellites are short tandemly repeated (STR) DNA sequences of 1-6 bp unit length. Ubiquitously distributed in eukaryotic and prokaryotic genomes and highly polymorphic they rapidly became the current genetic marker of choice. Their usage is wide and includes genetic mapping, population genetic analysis, DNA forensics and phylogenetics [1] . More recently, microsatellite mutational dynamics have gained increasing interest as they have been shown to play a role in human genetic disorders [2] and may have significant roles in the regulation of gene expression [3, 4] . For example, microsatellites have been found to be major effectors of morphological evolution in dogs and distinctive social behaviour in voles [5, 6] .
With the sequencing of the first eukaryotic genome in 1996, the yeast Saccharomyces cerevisiae [7] , a new in silico approach based on bioinformatic tools opened up for studying microsatellite evolution. Now, microsatellites could easily be detected from genomic data instead of using the cost-and labour-intensive laboratory approaches involving probe hybridization. To date, numerous algorithms and related software have been developed to explore microsatellite distribution in prokaryotes and eukaryotes, with investigations ranging from studies of regional distribution bias to putative association with genomic features [8] [9] [10] [11] [12] [13] [14] . These days, most sequence analysis packages or genome browsers incorporate by default some form of tandem repeat finder, e.g. equicktandem and etandem at EMBOSS, repeat in the GCG-package and TandemRepeatFinder (TRF) at the University of California at Santa Cruz (UCSC) [15] . Likewise so called repeat masking and low complexity filtering tools, such as RepeatMasker [16] or DUST/SIMPLE [17, 18] , are now standard components of sequence similarity search tools, like BLAST and BLAST-like applications, to reduce redundancy and speed up genome-wide pattern match searches. Finally, several repeat specific databases have been established to serve as references for such diverging objectives as studying model organisms, e.g. TandemRepeatDatabase [53] , and EuMicrosatdb [19] , and DNA forensics, e.g. STRbase [20] . There are also numerous programs that detect repeats in protein sequences, some of which share feature with DNA-orientated detection algorithms [21, 22] .
Two recent studies further denote the popularity of these tools. Leclercq et al. [23] show a bias in repeat detection between algorithms, comparing some of the most commonly used tandem repeat finding programs, and Sharma et al. [24] give a first overview over the available software for microsatellite detection while illustrating facets of microsatellite distribution in eukaryotic genomes. Nevertheless, for most biologists the variety of software tools is rather overwhelming and selecting an application appropriate for the question posed becomes a challenge. Here we describe the fundamental concepts implemented in STR finding algorithms in order to provide a first practical guide to these commonly applied tools. We use examples from currently available software and discuss the utility of various applications for specific purposes. We see this information as an important step in moving biologists to develop selective approaches for microsatellite and repeat sequence detection, rather than the more common implementation of software as a mysterious black box.
SEARCH ALGORITHMS
In simple terms, a repeat finder program consists of three components: a detection unit, a filter component and the output compartment ( Figure 1 ). The detection unit, harboring the search algorithm, is the core determinant of the overall time and space efficiency of the program. Based on certain selection criteria (statistics, scoring matrix) it detects patterns (motifs, repeats) specified under the users' input parameters. The resulting candidate repeats then undergo a filtering step to eliminate various types of redundancy. Outputs and utilities can vary widely between programs, i.e. including detailed information on the individual repeat, summary statistics or even additional modules for subsequent analysis (primer design, clustering or alignment).
Approaches
From a user's point of view, the identification of tandem repeats within a larger sequence takes two maxims: First, whether the search is going to be pattern specific, or unspecific (based on the repetitive nature of a sequence only); and second, what type of repeats will be searched for (perfect, imperfect or complex repeats) (see Table 1 for examples).
From a programmer's point of view, the most straight forward approach to identify repeats is to search for specified sequences or motifs. In principle this can be achieved using any text editor, but practically, most searches investigate at least a set of motifs in very large texts, i.e. whole genomes. For some applications, like TROLL [25] , an application based on the Aho-Corasick algorithm [25] , the user can provide a list of motifs in a separate input file which are then searched against the query all at once. Similarly, but based on a local alignment strategy, RepeatMasker [16] uses a list of pre-selected common motifs, stored in a reference database called RepBase [26] , to scan a query for these sequences.
Here the reference pattern is aligned along a genomic sequence implementing a scoring matrix. If a match is encountered, the adjacent sequences are aligned and subsequently masked if they exceed a certain threshold. Both programs are effective in detecting a defined set of patterns in a sequence and are highly suitable for selective motif searches, but these are not effective substitutes for more comprehensive search tools (e.g. TRF [15] or Sputnik [27] , see below) that can be used for example to estimate genome-wide repeat content.
Regular expressions are an efficient and hence popular way to search for repeats of a certain size and a large number of patterns. A regular expression describes a set of strings or patterns according to certain rules, such as the incorporation of wildcards into the motif at a fixed frequency. A variety of software languages accommodate regular expressions in their syntax, but due to its powerful inbuilt regular expression search engine regex and its text processing capabilities, many repeat detecting algorithms that have been written in Perl, such as MsatFinder [28] , SSRIT [29] and MISA [30] . Msatfinder even employs regular expression searches at various levels of speed and accuracy: (i) fast regular expression (sequence is searched only once) and (ii) regular expression (sequence is searched several times); the first variant being a faster but less precise search and the second variant being slightly slower but more accurate in detection.
The first combinatorial approach to identify microsatellites/STRs based only on repeat size, was implemented in the program Sputnik in 1994 [27] . Sputnik employs a recursive algorithm using sliding windows to detect repeats of 1-5 bp length by scanning through the sequence one base at a time, and checking subsequent bases for repeats. Matches of adjacent windows are evaluated by a scoring matrix. Initial repeats are extended and reported as long as they meet the minimum threshold. Poly [31] , uses a similar base-by-base search, but differs from Sputnik [27] by searching for all window sizes at once instead of only searching for one pattern size at a time. The algorithm constructs accretive windows at each base of the input sequence, starting with the minimum pattern size. If there is no exact match to the preceding window, the window size is increased.
Alternatively, if the maximum pattern size is reached and no match is detected, the starting position of the window shifts to the next base. However, both programs do not appear to differ remarkably in their execution times. Since its initial release, Sputnik has been modified several times to improve either search capacity or output flexibility [13, 32] . The latest development from the Sputnik family tree is SciRoKo [33] , an extremely flexible tool, that incorporates fixed mismatch penalties as well as variable penalties (i.e. motif length*X).
Most of the approaches outlined above only search for very short tandem repeat such as microsatellites and/or employ very simple substitution models, if a substitution model is employed at all. However, as a consequence of the recognition of tandem repeats as an essential component of all genomes analyzed so far and the general observation that imperfect/complex repeats are more prevalent than perfect repeats, a large number of algorithms have been developed that model tandem repeats by employing the distance criteria (i.e. repeat size) as part of the search matrix itself. Such tools allow users to search for repeat sizes larger than microsatellites (e.g. minisatellites, 10 bp to $100 bp) and to search for specific types or patterns of repetition (Table 1) .
Amongst these, TRF [15] is probably the most common and widely used tool for finding tandem repeats and has provided the basis for many other such tools [34, 35] . Initially, the algorithm uses sliding windows to search for matching nucleotides separated by a common distance. Like the Smith-Waterman algorithm [36] it requires only partial matches between copies, called k-tuple matches (seeds). For each k-tuple match, the distance information and location are stored in an index. To select relevant candidates from the list a variety of statistical criteria are applied, which themselves are derived from several probability distributions (pattern length; matching probability P m , indel probability P i and tuple size k). The result is not an exhaustive search but a sufficient one that in a heuristic manner enables reasonable fast processing of very large datasets, such as mammalian genomes. ATR-hunter by Wexler et al. [35] takes a similar heuristic/statistical approach. In addition to indexing the distance and location of potential repeat copies, it utilizes a quality vector to describe the type of repetition. Applying scorings for matches and gaps of individual segments it is possible to find approximate repeats based on different similarity measures. Whereas TRF uses an alignment of each repeat copy to a consensus sequence as similarity measurement, ATR-hunter scores mutations between neighbouring copies or alternatively, the average similarity between all copies of the array, making it more flexible in detecting various types of repeats (Table 1) .
Other applications have extended the concept of imperfect tandem repeats even further. TandemSwan [34] detects so called 'fuzzy' repeats, i.e. repeats that can differ in number of mismatches per copy, period and number of copies. Based on an autocorrelation analysis, adjacent windows are compared to each other. Each letter comparison of a neighbouring window receives a score and repeats are eventually identified via a minimum function. The actual output candidates are selected via P-value thresholds based on the level of divergence between copies and motif similarity. Similarly, Mreps [37] detects repeats composed of different motifs but is based on a seed extension technique instead. Here, initially exact repeats are detected which are then, dependent on a resolution parameter set by the user, maximal extended. All discovered hits undergo extensive redundancy treatment (see below) and are statistically verified based on a real distribution in a random DNA sequence.
Redundancy
Increasing the complexity and sensitivity of repeat detection is usually paralleled by increased redundancy in the discovered repeats, and thus the complexity of the analysis filter generally increases with the complexity of the search engine. Filtering is crucial for removing redundant output and particularly vital for accurate counts. However, the necessity for repeat filtering, and more importantly the type of filtering, should be determined based on the biological significance and research focus.
Fore instance, duplicated motifs such as (ATAT) 2 instead of (AT) 4 , and permutations of the motif via alternative reading frames, such as AT versus TA, appear of no biological difference and can easily be discarded as redundant. Whether AT or TA will be reported as a motif is subject to the neighbouring mismatches in the sequence and the threshold settings of the search tool. Generally, such location dependent redundancy filtering is achieved within the algorithm through a list or buffer where all repeat positions are recorded and from which eventually only a single hit per position is reported. Nevertheless, motif identification can be troublesome in the case of imperfect or very degenerate repeats. TRF [15] , for example, reports up to three possible motifs per locus allowing the user to manually check weather a motif has been correctly assigned to a repeat by the software, or not. This is potentially very useful when studying a particular motif type, but presents a major barrier to precise repeat counts and density estimates. Additional external redundancy filters may have to be applied if accurate counts are to be obtained (e.g. for genome-wide microsatellite coverage). Alternatively, such as in Sputnik [27] and SciRoko [33] , permutations of a motif and the corresponding complementary motifs are grouped together in a natural sense [38] . The grouping of these motifs and their complementary motifs together has to be taken with caution if the research focus is on investigating microsatellite evolution, as some studies have shown strand preferences for certain motifs [13, 39] . Finally, merging of overlapping or adjacent repeats is yet another filter strategy, which is directed at certain repeat definitions, particularly compound or interrupted repeats, respectively. In some applications merging is optional (e.g. SciRoko [27] , MsatFinder [28] ), but in others, such as Mreps [37] merging is an integral component of the program and constitutes an additional purification step after a relaxed search.
Here again, precise frequency estimates are tradedoff for accurate motif distributions, and the choice of filter (or program) has to be made with respect to study purpose.
For example, if one was interested in the distribution pattern of (AC) n across various genomes, its frequency could be underestimated by merging or grouping. Programs like Star [40] , TROLL [25] and IMEx [41] (pattern search optional) can eliminate inferences from other motifs through a motif specific search. Alternatively, the same information could be retrieved via summary statistics (see below), provided merging and grouping options can be modified in the filter settings (Msatfinder [28] , SciRoko [33] ). On the other hand, if one was interested in overall microsatellite frequencies, such as occurrences per megabase (loci) or genome-wide coverage (nt), the merging of overlapping repeats is crucial while sorting of motifs becomes irrelevant.
Study bias^algorithms and parameter settings
Naturally, different approaches are likely to diverge slightly in their outcomes, and tandem repeat detecting software is no exception. Nevertheless, we recently conducted a meta-analysis on published microsatellite distribution in yeast [42] that showed a divergence of up to three orders of magnitude in the frequency of microsatellite motifs reported among seven studies. We showed that the observed discrepancies are predominantly due to different parameter settings between studies which themselves emerge from different definitions applied for microsatellites (e.g. minimum array length/repeat number, motif length, perfection/degeneration of the array). We further found a bias depending on the algorithm employed ( Figure 2 ) mainly in number of repeats detected, size classes identified and length distribution. Complimentary findings have been reported by Leclercq et al. [23] . Here, the authors tested five repeat finding programs, namely TRF [15] , Sputnik [27] , Mreps [37] , STAR [40] and RepeatMasker [16] , across several eukaryotic genomes and found major divergence in the repeats detected depending on the program, and more significantly the parameter settings selected. For example the study shows, that, at extreme values Sputnik [27] detects an 80-fold amount of perfect repeats detected by RepeatMasker on human chromosome X, and TRF [15] shows an 61% increase in detections between two different alignment weights (2,7,7 and 2,3,5). Nevertheless, the observed biases were consistent across different genomes; hence, it seems there is no sequence specific program bias.
At a glance, such reports seem alarming and fundamentally question the accuracy of in silico microsatellite detection. Nevertheless, the underlying mechanics of the discrepancies can be traced. Considering algorithms implementing a scoring matrix for repetitive sequence identification, the standard parameters are minimum array length, minimum score and alignment weights. Minimum length is the most critical parameter for repeat detection, because short microsatellites are highly overrepresented in the genome. Hence, detections increase exponentially with decreasing minimum length. Threshold scores determine mean length and number of repeats detected but also influence the average degree of perfection within repeats, as imperfections lower the score [23] . High threshold scores produce shorter and more perfect microsatellites, while lower threshold scores produce overall more, but on average longer and more imperfect repeats. In contrast, alignment weights (matches, mismatches, indels) predominantly extend or shorten already existing repeats, but only slightly increase the number of detections [23] . Finally, threshold scores and alignment weights modulate the detected frequencies for different repeat size in quite a complex fashion, due to different size classes exhibiting unequal degrees of imperfection ( Figure 3) .
The individual search engine employed may also have an effect on the type of repeat detected with regards to average length and/or the level of divergence in motif. TRF detects on average longer, but more imperfect repeats, whereas Sputnik detects shorter, but more perfect repeats (based on similar parameter settings and uniform divergence estimates) ( Figure 2) . This difference among the programs is likely due to TRF creating the repeat alignment based on a consensus sequence whereas Sputnik compares neighbouring copies to each other. Mreps [37] , which does not imply any minimum criteria for repeat identification such as score or length but a fixed seed size instead, shows no such bias, and detects repeats of equivalent degeneration regardless of their length (Figure 2) . The longest and most divergent repeats are found by RepeatMasker [16] due to its pairwise alignment approach [23] . Finally, repeat finders for only perfect repeats, like Msatfinder [28] and TROLL [25] , identify naturally shorter repeats than other programs. Overall, the positions of most repeats overlap between programs in similar proportion as numbers of overall repeats detected increase. Still, some repeats are unique and combining search approaches can yield higher sensitivity.
Practically, problems are commonly encountered when searching for very short repeats. Those can only be detected at very low thresholds when using certain programs. But low thresholds create usually a lot of background noise, made up of highly degraded 'microsatellites' that appear to be closer to random sequences than microsatellites of biological significance. One way this can be avoided is using an additional program that has a higher fidelity for shorter repeats, and subsequently combing both results. However, as a backdrop, an additional filtering step becomes necessary to eliminate overlapping repeats. To avoid methodological biases and verify their results a few studies have employed multiple searches using a variety of parameter settings, different algorithms, or both [43] [44] [45] .
Efficiency
The issue of search efficiency becomes rapidly apparent when processing large datasets, such as whole genome data, on standard desktop machines or even laptops. The time and space requirements of a tandem repeat search algorithm are directly correlated with the intricacy of the search [46] . So algorithms for detecting exact repeats have the shortest running times exhibiting a linear time progression followed by algorithms detecting approximate repeats under the Hamming distance model (logarithmic running times). The most computationally costly algorithms are those that detect approximate repeats under the edit distance model (quadratic running times). Many string matching algorithms use dynamic programming routinely as a technique to increase processing speed.
On a structural level, the number of computations can be efficiently reduced by pre-processing of either the input sequence or, in the case of a motif search, the pattern itself. For example, TROLL [25] constructs in a pre-processing stage a keyword tree from the motif input file, which then can be used to search multiple sequences. A common technique for increased search speed is to transform the queried sequence into a complex data structure to enable fast look-ups. REPuter by Kurtz and Schleiermacher [47] incorporates suffix trees to search not only for tandem repeats but also large interspersed repeats. Far more exotic, STAR by Delgrande and Rivals [40] utilizes methods from the field of data compression to simplify the queried sequence. The sequence, together with the recording of mutations/alterations, Note: '?' ¼unknown, not indicated in the references.
Detecting STR from genome data is transformed into a significance distribution.
Repeats are subsequently detected as maxima in the distribution. The authors claim that the method also has the advantage to allow pattern size independent scoring (see above).
Flexibility and utility
Parameter flexibility, output options and other utilities vary widely with the available software. As user knowledge, sophistication and needs increase, fixed or flexible parameters might be preferred. A number of programs offer besides the default settings a hierarchy of different search levels, such as basic, intermediate and advanced with increasing amounts of parameter flexibility (IMEx [41] , ATRhunter [35] , Msatfinder [28] ). With regards to the many fold output options and additional functions available, program selection at this point should be made with the prime focus on the downstream analysis requirements ( Table 2 ). All programs report at a minimum genomic position and the type or sequence of the microsatellite. Most programs supply further information about the microsatellite such as length, size class, base count, flanking sequence, GC-content of flanking sequence, and, in the case of imperfect repeats, some measure of imperfection, i.e. matches, mismatches, indels, percentage perfection of or even an entropy indication of the sequence in TRF [15] . A few programs provide summary statistics, e.g. total count, base coverage/density, average length, size class and motif abundance and some software also contain additional applications like Primer3 [48] , designing primers automatically from the flanking sequence or modules for cluster analysis (Table 3) . Hence, if the primary goal is primer design an application like IMex [41] , MsatFinder [28] , SSRPrimer [49] or Misa [30] , that includes a Primer3 module, is best suited to the task and depending on the amount of sequence data to be examined a stand-alone version might be chosen over the web-interface. Local stand-alone versions generally process large datasets much faster than web-based counter parts, whereas web-based versions spare the user the time-and resourceconsuming software install, and are sufficient for a small number of queries. On the other hand, if the research focuses on microsatellite distribution, such as for the purpose of characterizing microsatellite abundance or exploring genome architecture, the use of a stand-alone version providing a range of summary statistics-detailed locus information and fully flexible parameter settings that is almost mandatory. SciRoko [33] , TRF [15] , Sputnik [27] , and others (Table 3) are all good choices for such tasks. Some specialized applications, such as VNTRfinder and PolyPredictR, also allow the prediction of potential allele variations or directly evaluate these using either preset rules for polymorphism detection or a combination of TRF and sequence alignment methods (e-pcr or BLAST), respectively [44, 50, 51] . A last source of microsatellite data and analysis tools are the purpose built databases for repetitive sequences. Several large microsatellite databases have already been established by prescreening whole genome sequences for repeats ( Table 3 ) and some genome browsers display microsatellite data routinely as an individual feature track, e.g. tracks in the UCSC genome browser created by RepeatMasker and TRF (http://genome.ucsc.edu/).
CONCLUSION
Applications for detecting microsatellites and other STRs are many and diverse. Key structural differences exist among these in terms of search engines, filter and utilities. Program resolution varies, and a methodological bias is observed among programs that are especially pronounced when parameter settings vary. Caution has to be taken when choosing parameters if comparable results are to be obtained among studies. Microsatellite distribution in terms of frequency or coverage and over-/under-representation of certain characteristics, such as motifs, should be interpreted with respect to the approach, i.e. repeat type or definition, and candidate validation statistics/filter. Finally, users may choose an application based on the repeat type, i.e. the repeat characteristic investigated, the efficiency and utility of the program, such as parameter flexibility, implementation (gui/web) and modules available for additional analysis.
Key Points
Programs for STR detection vary significantly in repeat definition, search algorithm and filtering method. A detection bias between algorithms and especially parameter setting is observed. Minimum repeat array length and overall purity thresholds, i.e. the number of mismatches and, or, indels allowed per array, are critical parameters for efficient and accurate microsatellite detection. The study purpose, e.g. marker development as opposed to characterization of microsatellite abundance, is a key determinant in terms of tool selection with respect to program flexibility and utilities required.
