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Re´sume´ :
Notre objectif est de masquer la difficulte´ d’exprimer une requeˆte dans le lan-
gage de graphes SPARQL. Nous proposons un me´canisme permettant d’expri-
mer des requeˆtes dans un langage pivot tre`s simple, constitue´ essentiellement de
mots-cle´s et de relations entre ces mots-cle´s. Notre syste`me associe les mots-cle´s
et les e´le´ments de l’ontologie (concepts, relations, instances) correspondants. Il
se´lectionne alors des patrons de requeˆtes pre´-e´crits, puis les instancie a` partir
des mots-cle´s de la requeˆte initiale. Plusieurs requeˆtes sont alors pre´sente´es a`
l’utilisateur sous forme de phrases descriptives en langue naturelle. L’utilisateur
se´lectionne alors la requeˆte qui l’inte´resse. La requeˆte SPARQL est alors ge´ne´re´e.
Mots-cle´s : SPARQL, langages de requeˆtes, mots-cle´s, relations, patrons de requeˆtes.
1 Introduction
L’objectif de notre travail est de simplifier l’e´criture de requeˆtes exprime´es dans des
langages de type graphique (graphes conceptuels, SPARQL). Deux types d’approches
ont e´te´ propose´es dans cette optique. La premie`re vise a` aider l’utilisateur a` formu-
ler sa requeˆte dans un langage destine´ a` l’interrogation d’annotations. Cette approche
n’est pas force´ment bien adapte´e aux utilisateurs finals : pour e´crire une requeˆte, l’uti-
lisateur doit en effet connaıˆtre la syntaxe du langage et la repre´sentation des donne´es
ge´re´es par le syste`me (le sche´ma et les donne´es a` interroger). Cette aide peut reposer sur
des interfaces graphiques, comme dans Athanasis et al. (2004) pour des requeˆtes RQL,
Russell & Smart (2008) pour des requeˆtes SPARQL ou CoGui (2009) pour des graphes
conceptuels quelconques qui peuvent ensuite eˆtre utilise´s comme graphes requeˆtes en
entre´e de syste`mes d’interrogation comme Genest & Chein (2005). Meˆme si ces in-
terfaces graphiques sont utiles aux utilisateurs finals, ces derniers ont besoin de temps
pour s’habituer a` l’interface et doivent, quoi qu’il arrive, comprendre la logique de for-
mulation d’une requeˆte sous forme de graphe. Les travaux pre´sente´s dans Elbassuoni
et al. (2010) visent quant a` eux a` e´tendre le langage SPARQL ainsi que le me´canisme
de projection des requeˆtes pour permettre l’ajout de mots-cle´s et de jokers – caracte`res
ge´ne´riques – lorsque l’utilisateur ne connaıˆt pas le sche´ma des donne´es a` interroger.
Cette approche ne´cessite ne´anmoins la maitrise de SPARQL.
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D’autres travaux visent a` ge´ne´rer automatiquement ou semi-automatiquement des
requeˆtes a` partir de requeˆtes utilisateurs exprime´es sous forme de mots-cle´s. Notre
travail se positionne clairement dans cette famille d’approches. L’utilisateur exprime
son besoin en information de manie`re intuitive, sans avoir a` connaıˆtre le langage de
requeˆtes ou le formalisme de repre´sentation de connaissances utilise´s par le syste`me.
Des approches ont e´te´ propose´es pour ge´ne´rer des requeˆtres formelles exprime´es dans
diffe´rents langages comme SeREQL Lei et al. (2006) ou SPARQL Zhou et al. (2007);
Tran et al. (2009).
Dans ces syste`mes, la ge´ne´ration de la requeˆte passe par les quatre e´tapes suivantes :
– appariement des mots-cle´s aux entite´s se´mantiques de la base de connaissances ;
– construction de graphes requeˆtes e´tablissant des liens entre les entite´s apparie´es ;
– classement des requeˆtes construites ;
– affichage des requeˆtes propose´es sous une forme intelligible et choix de l’utilisa-
teur.
Les approches existantes se focalisent sur trois proble`mes : l’optimisation de la premi-
e`re e´tape en utilisant des ressources externes comme WordNet ou Wikipedia Lei et al.
(2006); Wang et al. (2008), l’optimisation de l’exploration de la base de connaissances
en vue de construire les graphes requeˆtes Zhou et al. (2007); Tran et al. (2009), et
l’efficacite´ du classement des requeˆtes propose´es Wang et al. (2008).
Dans Comparot et al. (2010), nous avons pre´sente´ un moyen de construire des requeˆtes
exprime´es en graphes conceptuels a` partir de requeˆtes utilisateurs compose´es de mots-
cle´s. Le me´canisme propose´ visait a` masquer la complexite´ de la construction de re-
queˆtes en termes de graphes, qui n’est pas du tout naturelle pour les utilisateurs finals.
Notre travail se fonde sur deux observations. La premie`re est que les utilisateurs sou-
haitent des langages de requeˆtes simples, pour l’essentiel fonde´s sur l’utilisation de
mots-cle´s, langages qu’ils ont l’habitude d’utiliser sur les moteurs de recherche cou-
rants. La seconde est que, dans le cadre d’applications re´elles, les requeˆtes soumises par
les utilisateurs sont ge´ne´ralement des variations autour de quelques familles de requeˆtes
typiques. Ces observations nous ont conduits a` proposer un me´canisme de transforma-
tion d’une requeˆte utilisateur exprime´e en termes de mots-cle´s en une requeˆte graphe
conceptuel construite en adaptant des patrons de requeˆtes pre´-de´finis en cohe´rence avec
ces mots-cle´s. C’e´tait la` la diffe´rence fondamentale avec les approches de´veloppe´es
paralle`lement a` la noˆtre.
L’utilisation de patrons e´vite la phase d’exploration de l’ontologie en vue de lier les
concepts identifie´s a` partir des mots-cle´s, puisque les relations potentiellement per-
tinentes apparaissent dans les patrons. Le processus be´ne´ficie donc des familles de
requeˆtes pertinentes pre´-e´tablies pour lesquelles nous savons qu’un re´el besoin en in-
formation existe. Un des principaux verrous re´side dans la se´lection du patron corres-
pondant le mieux aux besoins de l’utilisateur.
Une limitation de notre approche e´tait le fait que nous ne prenions pas en compte
les proprie´te´s. En d’autres termes, les mots-cle´s de la requeˆte utilisateur pouvaient eˆtre
rapproche´s de concepts – l’e´quivalent des classes en RDF – mais pas de relations –
l’e´quivalent des proprie´te´s RDF. Une autre limitation de ce travail e´tait lie´e au fait qu’il
n’e´tait pas possible de qualifier un mot-cle´ par son “type”. Par exemple, quand l’utili-
sateur proposait dans sa requeˆte le mot-cle´ “Eastwood”, on ne pouvait pas pre´ciser si
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Eastwood devait eˆtre conside´re´ comme un acteur ou comme un re´alisateur. Cet article
e´tend le travail de Comparot et al. (2010) dans trois directions. Tout d’abord, nous pre-
nons en compte les proprie´te´s dans la requeˆte finale : un e´le´ment de la requeˆte initiale
peut eˆtre rapproche´ d’une classe aussi bien que d’une proprie´te´. La deuxie`me exten-
sion est la proposition d’un langage de requeˆtes plus riche qu’une simple collection
de mots-cle´s : l’utilisateur peut de´sormais qualifier un mot-cle´ par un autre mot-cle´,
ainsi qu’exprimer la relation existant entre deux mots-cle´s. Ce langage de requeˆtes, tou-
jours tre`s simple et intuitif, peut eˆtre utilise´ directement par l’utilisateur final, meˆme si
notre objectif a` terme est de passer de requeˆtes exprime´es dans un langage proche de
la langue naturelle a` des requeˆtes SPARQL. Pour cette raison, nous appelons notre lan-
gage de requeˆte “langage pivot”. Cet article ne se pre´occupe ne´anmoins pas du passage
d’une requeˆte exprime´e en langue naturelle vers une requeˆte exprime´e dans le langage
pivot.
La section 2 pre´sente une vue d’ensemble de notre syste`me, ainsi que le type d’on-
tologie que nous utilisons et le formalisme de nos patrons de requeˆtes. Les sections
suivantes de´taillent le processus suivi par notre syste`me, en passant par l’expression
des requeˆtes en section 3, l’appariement des mots-cle´s aux entite´s de notre base de
connaissances en section 4, la se´lection des patrons de requeˆtes en section 5, le clas-
sement des requeˆtes par ordre de pertinence en section 6 et la ge´ne´ration des requeˆtes
SPARQL en section 7. Finalement, la section 8 pre´sente rapidement l’imple´mentation
que nous avons de´veloppe´e ainsi que les premiers re´sultats expe´rimentaux.
2 Vue d’ensemble de notre syste`me
2.1 Description du processus
Le processus suivi par notre syste`me se de´roule de la manie`re suivante : a` partir d’une
requeˆte exprime´e dans notre langage pivot et d’une ontologie OWL, la requeˆte est ap-
parie´e a` des e´le´ments de notre base de connaissances (concepts, proprie´te´s, instances).
Nous associons alors les patrons de requeˆtes a` ces e´le´ments. Les diffe´rentes associations
sont propose´es a` l’utilisateur dans un langage compre´hensible (des phrases exprime´es
en langue naturelle). La phrase se´lectionne´e nous permet alors de construire la requeˆte
SPARQL.
2.2 La connaissance terminologique : l’ontologie
Afin de permettre une interpre´tation correcte des requeˆtes utilisateur, notre syste`me se
fonde sur l’exploitation d’une ontologie OWL contenant les connaissances terminolo-
giques d’un domaine spe´cifie´ et d’une base de faits associe´e, de´finissant notamment les
instances des concepts de l’ontologie. Notre syste`me, dans sa version actuelle, exploite
la liste des classes (ou concepts), proprie´te´s (ou relations), types de litte´raux (ou types
de donne´es) et instances existantes, ainsi que les relations taxinomiques entre classes
et proprie´te´s. La figure 1 repre´sente un sous-ensemble de l’ontologie utilise´e pour les
expe´rimentations pre´sente´es dans la partie 8.
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FIGURE 1 – Sous-ensemble de l’ontologie utilise´e repre´sente´ sous forme de graphe
oriente´ : la partie gauche repre´sente une hie´rarchie de concepts ; la partie droite
repre´sente les proprie´te´s ainsi que leurs domaines et co-domaines.
De plus, pour chaque classe, proprie´te´ et instance, la de´finition d’e´tiquettes (ou la-
bels) est essentielle au bon fonctionnement du syste`me. En effet, de la qualite´ et de
l’exhaustivite´ de ces e´tiquettes de´pend la re´ussite d’une e´tape importante du proces-
sus d’interpre´tation, la phase d’appariement des mots-cle´s a` des e´le´ments de la base de
connaissances, pre´sente´e en 4. Dans l’exemple pre´ce´dent, la classe Award porte les
e´tiquettes “award” et “prize”, et la relation acts in les e´tiquettes “acts in” et “is actor
in”.
2.3 Les patrons de requeˆtes
Un patron est compose´ d’un graphe RDF qui est le prototype d’une famille de requeˆtes
typiques. Ce patron est caracte´rise´ par un sous-ensemble des sommets de ce graphe –
aussi bien des concepts que des proprie´te´s ou des types de donne´es – appele´s “som-
mets qualifiants”, qui peuvent eˆtre modifie´s pendant la construction de la requeˆte finale.
Le patron est e´galement de´crit par une phrase en langue naturelle dans laquelle une
sous-chaıˆne distincte est associe´e a` chacun des sommets qualifiants.
Dans l’e´tat actuel des choses, les patrons sont conc¸us par des experts qui connaissent
le domaine d’application et la forme habituelle des graphes d’annotation. Les graphes
RDF des patrons sont construits manuellement, les sommets qualifiants e´tant se´lection-
ne´s par le concepteur du patron qui fournit e´galement la phrase descriptive.
De´finition 1
Un patron p est un quadruplet {Gp, Cp,Rp,Sp} tel que :
– Gp est le graphe RDF de´crivant le patron ;
– Cp = {c1, c2, . . . cn} est l’ensemble de n concepts distincts du graphe Gp, appele´s
concepts qualifiants du patron ;
– Rp = {r1, r2, . . . rm} est l’ensemble de m proprie´te´s distinctes de Gp, appele´s
proprie´te´s qualifiantes du patron ;
– Sp = {s, (wc1, wc2, ...wcn, wr1, wr2, ...wrm)} est une description du sens du
patron en langue naturelle (la phrase s) dans laquelle n+m sous-chaıˆnes distinctes
correspondent aux concepts et proprie´te´s qualifiants. Les wci sont les expressions
correspondant aux concepts qualifiants du patron (wci correspond au concept ci),
les wri e´tant les expressions correspondant aux proprie´te´s qualifiantes du patron
(wri correspond a` la proprie´te´ ri).
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Exemple 1
Dans cet article, nous utilisons tout au long de nos exemples deux patrons p1 et p2.
Fig. 2 et Fig. 3 pre´sentent respectivement les graphes RDF associe´s a` p1 et p2.
Cp1 = {c11, c12, c13, c14}. Rp1 = {r11, r12}. Sp1 est la phrase “A moviewc11 awar-
ded inwr11 a festivalwc12 in a yearwc13 when an artistwc14 is member of the jurywr12”.
Cp2 = {c21, c22, c23, c24}. Rp2 = {r21}. Sp2 est la phrase “An artistw21 awardedwr21
for a filmwc22 during a festivalwc23 in a yearwc24”.
FIGURE 2 – Le graphe RDF Gp1 composant le patron p1
FIGURE 3 – Le graphe RDF Gp2 composant le patron p2
3 ´Etape 1 : Expression des requeˆtes utilisateur
Le langage pivot que nous proposons est une extension d’un langage de mots-cle´s.
L’utilisateur peut exprimer sa requeˆte a` l’aide de simples mots-cle´s, sans savoir s’ils
seront associe´s a` des concepts, des proprie´te´s ou des instances. Il peut e´galement “qua-
lifier” un mot-cle´ a` l’aide d’un autre mot-cle´, ou encore qualifier, a` l’aide d’un mot-
cle´, la nature de la relation existant entre deux autres mots-cle´s. Toutes ces possibilite´s
peuvent eˆtre combine´es afin de construire des requeˆtes complexes.
Une requeˆte utilisateur exprime´e dans notre langage pivot est compose´e d’un en-
semble de sous-requeˆtes qui peuvent eˆtre de l’un des trois types suivants :
– un mot w, conside´re´ comme un mot-cle´ au sens habituel des moteurs de recherche
classiques. Par exemple la requeˆte “homme” signifie que nous cherchons les
hommes ;
– un couple de mots se´pare´s par deux points w1 : w2, ce qui correspond au mot-cle´
w1 qualifie´ par le mot-cle´ w2. Par exemple la requeˆte “homme : marie´” signifie que
nous recherchons les hommes marie´s ;
– un triplet de mots w1 : w2 = w3, qui correspond a` un mot-cle´ w1 lie´ a` la valeur ex-
prime´e parw3 par la relationw2. Par exemple la requeˆte “homme : e´pouse=Carlita”
signifie que nous cherchons les hommes dont l’e´pouse est Carlita.
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De´finition 2
Un mot-cle´ est une chaıˆne de carate`res exprimant le sens d’un concept ou d’une pro-
prie´te´ sur lesquels l’utilisateur effectue une recherche.
De´finition 3
Un e´le´ment de requeˆte utilisateur peut eˆtre :
1. une expression de la forme [ ?][$id]mot-cle´. Le symbole optionnel ? signifie que
l’utilisateur veut obtenir des re´sultats spe´cifiques correspondant a` ce mot-cle´.
L’expression optionnelle $id (ou` id est un entier) permet d’utiliser un meˆme mot-
cle´ pour de´signer deux entite´s distinctes. Dans ce cas-la`, les valeurs de id doivent
eˆtre diffe´rentes.
2. un litte´ral, qui doit eˆtre compris au sens habituel du terme. Il est caracte´rise´ par
son type, appele´ type de donne´es dans la suite.
De´finition 4
Une sous-requeˆte utilisateur appartient a` l’un des trois ensembles Q1, Q2 ou Q3 :
– quand la sous-requeˆte qi = {ei1} ∈ Q1, elle est un simple e´le´ment de requeˆte ei1,
identifiant le sujet de la sous-requeˆte, autrement dit une entite´ implique´e dans le
re´sultat attendu,
– quand la sous-requeˆte qi = {ei1, ei2} ∈ Q2, elle est compose´e de deux e´le´ments
ei1 et ei2, se´pare´s par deux points ; ei1 identifie le sujet de la sous-requeˆte tandis
que ei2 identifie quelque chose qui est lie´ au sujet,
– quand la sous-requeˆte qi = {ei1, ei2, ei3} ∈ Q3, elle est compose´e de trois e´le´ments
ei1, ei2 (separe´ de ei1 par deux points), et ei3 (separe´ de ei2 par le caracte`re ’=’) ;
ei1 identifie le sujet de la sous-requeˆte, ei2 identifie une proprie´te´ du sujet ou une
relation impliquant le sujet, et ei3 identifie la valeur de la proprie´te´ ou l’autre entite´
implique´e dans la relation.
De´finition 5
Une requeˆte utilisateur q = {q1, q2, ..., qn} est un ensemble de sous-requeˆtes utilisa-
teurs qi ∈ Q = Q1 ∪Q2 ∪Q3, separe´es par des points virgules.
Exemple 2
Nous indiquons maintenant le moyen d’exprimer, a` l’aide de notre langage pivot, un
certain nombre de requeˆtes. Ces requeˆtes ne doivent pas eˆtre vues comme des requeˆtes
formelles qui vont donner un re´sultat e´valuable algorithmiquement, mais comme un
moyen d’exprimer de manie`re intuitive un besoin en information de l’utilisateur fi-
nal. Notre syste`me cherchera alors a` proposer a` l’utilisateur une requeˆte formelle en
SPARQL correspondant a` son besoin effectif.
1. Liste des acteurs :
?actor
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2. Liste des acteurs marie´s :
?actor: married
3. Liste des acteurs age´s de 40 ans :
?actor: age=40
4. Les deux requeˆtes pre´ce´dentes peuvent eˆtre combine´es afin d’obtenir la liste des
acteurs marie´s age´s de 40 ans :
?actor: age=40; ?actor: married
Par souci d’ergonomie, notre langage pivot autorise la simplification suivante :
?actor: age=40, married
5. Liste des acteurs dont l’e´pouse est age´e de 40 ans :
?actor: spouse=woman; woman: age=40
6. Liste des acteurs age´s de 40 ans qui se sont marie´s en 2010 a` Hollywood :
?actor: age=40, marriage; marriage: date=2010,
place=Hollywood
Cette requeˆte pourrait e´galement s’exprimer de la manie`re suivante :
?actor: age=40, marriage date=2010,
marriage place=Hollywood
7. L’exemple suivant sera utilise´ dans l’article pour illustrer le processus de construc-
tion d’une requeˆte SPARQL :
Liste des films re´compense´s dans des festivals pre´side´s par Emir Kusturica :
festival: president= Emir Kusturica, ?awarded movie
4 ´Etape 2 : appariement des e´le´ments de requeˆte
La deuxie`me e´tape de notre processus consiste a` apparier chacun des e´le´ments de la
requeˆte utilisateur avec des entite´s de la base de connaissances (concepts, proprie´te´s et
instances) ou avec des types de donne´es (correspondant a` des litte´raux). Un e´le´ment
de requeˆte peut eˆtre apparie´ a` plusieurs entite´s. Nous associons alors une valeur de
confiance a` chaque appariement, correspondant a` la qualite´ suppose´e de l’appariement
ainsi qu’a` la vraisemblance de l’appariement reposant sur la place de l’e´le´ment apparie´
dans la sous-requeˆte et le type de l’objet apparie´.
Le processus d’appariement peut eˆtre vu comme la de´finition d’une fonction match
qui associe une valeur de confiance tmatch ∈ [0; 1] a` chaque couple (eq, es), eq e´tant un
e´le´ment de requeˆte et es une entite´ de la base de connaissances ou un type de donne´es.
Quand tmatch = match(eq, es) = 0, cela signifie que l’e´le´ment de requeˆte eq ne peut
pas eˆtre apparie´ a` es ; dans les autres cas, eq peut eˆtre apparie´ a` es avec la valeur de
confiance tmatch.
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Cette e´tape de notre processus consiste a` trouver pour chaque e´le´ment de requeˆte
quels appariements sont envisageables, et a` calculer une valeur de confiance pour tous
les appariements possibles. Cette valeur de confiance est calcule´e en deux temps.
Dans un premier temps, nous attribuons une valeur de confiance en fonction du type
de l’e´le´ment de requeˆte et de la qualite´ de l’appariement. Comme nous l’avons in-
dique´ pre´ce´demment, un e´le´ment de requeˆte peut eˆtre apparie´ a` une entite´ de la base de
connaissances, ou a` un type de donne´es. Nous devons conside´rer les deux cas.
– Un appariement entre un mot-cle´ et un e´le´ment de la base de connaissances est
conside´re´ comme possible quand des similarite´s sont e´tablies entre le mot-cle´ et
une ou plusieurs e´tiquettes de l’entite´ de la base de connaissances. Parce que l’uti-
lisateur n’est pas cense´ connaıˆtre l’ontologie, et dans le but d’assurer une certaine
robustesse a` notre syste`me, ceci se passe sans conside´rer le roˆle du mot-cle´ dans
la requeˆte ; par exemple, nous conside´rons aussi bien les appariements entre un
e´le´ment de requeˆte apparaissant comme sujet d’une sous-requeˆte de Q3 et une pro-
prie´te´ de l’ontologie, que les appariements entre un e´le´ment de requeˆte apparaissant
en tant que relation dans une sous-requeˆte deQ3 et un concept ou une instance de la
base de connaissances. Seul un type d’appariement n’est pas conside´re´ : un e´le´ment
de requeˆte pre´ce´de´ d’un point d’interrogation (c.a.d. sur lequel porte la requeˆte) ne
peut pas eˆtre apparie´ a` une instance, car c¸a n’aurait pas de sens. Cette e´tape du
processus est obtenue graˆce a` un algorithme trivial de comparaison de chaıˆnes de
caracte`res applique´ entre les mots-cle´s de la requeˆte et les e´tiquettes des entite´s
de la base de connaissances. Cet algorithme de´termine la valeur de confiance en
fonction du niveau de similarite´.
– Pour de´terminer si un appariement est possible entre un e´le´ment de requeˆte et des
types de donne´es, une premie`re condition doit eˆtre ve´rifie´e : l’e´le´ment de requeˆte
doit eˆtre le second e´le´ment d’une sous-requeˆte deQ2 ou le troisie`me e´le´ment d’une
sous-requeˆte de Q3. Nous essayons alors d’interpre´ter le mot-cle´ comme e´tant une
valeur de chacun des types de donne´es, et si l’interpre´tation est un succe`s, alors
l’appariement est conside´re´ comme possible. Par exemple, les mots-cle´s ‘14-01-
2011’ et ‘the 14th of January, 2011’ peuvent eˆtre apparie´s au type de donne´es
date. La valeur de confiance assigne´e a` l’appariement varie en fonction du type
de donne´es et de la me´thode d’interpre´tation ; elle doit eˆtre repre´sentative de la
fiabilite´ de cette me´thode.
Le second temps du calcul de la valeur de confiance ne concerne que les appariements
avec des e´le´ments de la base de connaissances. Dans ce cas, nous cherchons a` modifier
les valeurs de confiance pre´ce´demment calcule´es afin de tenir compte d’incompatibi-
lite´s potentielles entre le roˆle des e´le´ments de requeˆtes et le type des entite´s de la base
de connaissances apparie´es. De fait, dans certains cas, le roˆle joue´ par un e´le´ment de
requeˆte dans les sous-requeˆtes ou` il apparaıˆt nous permet d’infe´rer le type attendu de
l’entite´ de la base de connaissances. Nous utilisons pour cela les re`gles suivantes :
– pour un e´le´ment de requeˆtes apparaissant au moins une fois comme premier e´le´ment
d’une sous-requeˆte de Q2 ou Q3, ou comme troisie`me e´le´ment d’une sous-requeˆte
deQ3, les e´le´ments de la base de connaissances apparie´s devraient eˆtre des concepts
ou des instances,
– pour un e´le´ment de requeˆte apparaissant au moins une fois comme deuxie`me e´le´-
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ment d’une sous-requeˆte de Q3, les e´le´ments de la base de connaissances apparie´s
devraient eˆtre des proprie´te´s,
– dans les autres cas, le type attendu n’est pas contraint.
Pour chaque appariement ge´ne´re´ dans la phase pre´ce´dente qui ne respecte pas ces
re`gles, nous diminuons la valeur de confiance en la multipliant par un facteur deter-
mine´ fincompatible ∈]0; 1[. Cependant, comme il est envisageable que la formulation de
la requeˆte par l’utilisateur ne corresponde pas au parti pris de l’ontologie, on ne peut
ignorer cet appariement qui pourrait en de´finitive se re´ve´ler eˆtre celui qui me`ne a` l’in-
terpre´tation voulue. C’est pourquoi nous conside´rons cet appariement comme moins
fiable, mais toujours possible.
Exemple 3
Si l’on poursuit notre exemple, “festival” est apparie´ au concept “festival” avec une
valeur de confiance de 1.0, et aux proprie´te´s “is delivered in the festival” et “is member
of the festival jury” avec une valeur de confiance de 0.325 ; “president” est apparie´
aux proprie´te´s “has for jury president” et “is president of the jury” avec une valeur de
confiance de 0.667 ; “Emir Kusturica” est apparie´ a` l’instance “Emir Kusturica” avec
une valeur de confiance de 1.0 ; et “awarded movie” est apparie´ au concept “movie”
avec une valeur de confiance de 0.667, au concept “award” avec une valeur de confiance
de 0.533, au concept “tv movie” et a` la proprie´te´ “awarded in” avec une valeur de
confiance de 0.5.
5 ´Etape 3 : Association des patrons a` la requeˆte utilisa-
teur
Cette e´tape consiste a` associer les patrons a` la requeˆte utilisateur. Pour cela, une
premie`re phase consiste a` de´terminer pour chaque sommet qualifiant de patron toutes
les associations possibles a` des e´le´ments de requeˆtes – appele´es associations d’e´le´ments
– et leurs valeurs de confiance respectives.
Le processus d’association peut donc eˆtre vu comme la de´finition d’une fonctionmap
qui associe une valeur de confiance tmap ∈ [0; 1] a` chaque couple (ep, eq), ep e´tant un
sommet qualifiant de patron et eq un e´le´ment de requeˆte. Quand tmap = map(ep, eq) =
0, cela signifie que l’e´le´ment de patron ep ne peut pas eˆtre associe´ a` eq ; dans les autres
cas, ep peut eˆtre associe´ a` eq avec la valeur de confiance tmap.
Lorsque l’on me`ne cette e´tape a` bien, plusieurs cas peuvent se pre´senter :
1. le sommet qualifiant du patron est un concept c1. Il peut y avoir une association
me avec une valeur de confiance tmap de l’e´le´ment de patron vers tout e´le´ment de
requeˆte eq verifiant la condition suivante : eq a e´te´ associe´ lors de l’e´tape 2 avec
la valeur de confiance tmatch a` un concept c2 ou a` une instance de ce concept, et :
– soit c2 est le meˆme concept que c1 ; dans ce cas, la valeur de confiance de
l’association est la meˆme que la valeur de confiance de l’appariement : tmap =
tmatch ;
– soit c2 est un anceˆtre de niveau l de c1 ; dans ce cas, la valeur de confiance de
l’association est la meˆme que la valeur de confiance de l’appariement concerne´,
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diminue´e en la multipliant l fois par un facteur de´termine´ : fanc ∈ [0, 1] :
tmap = tmatch ∗ (fanc)
l ;
– soit c2 est un descendant de niveau l of c1 ; dans ce cas, la valeur de confiance
de l’association est la meˆme que la valeur de confiance de l’appariement con-
cerne´, diminue´e en la multipliant l fois par un facteur de´termine´ : fdesc ∈
[0, 1] : tmap = tmatch ∗ (fdesc)
l ;
2. le sommet qualifiant du patron correspond a` une proprie´te´ r1. Nous pouvons
de´terminer les associations d’e´le´ments avec la meˆme me´thode, conside´rant chaque
e´le´ment de requeˆte apparie´ a` une proprie´te´ r2, r2 e´tant la meˆme proprie´te´ que r1,
une de ses anceˆtres ou une de ses descendantes.
3. le sommet qualifiant du patron correspond a` un type de donne´es. Il peut y avoir
une association me avec une valeur de confiance tmap de l’e´le´ment du patron
vers chaque e´le´ment de la requeˆte apparie´ avec la valeur de confiance tmatch au
meˆme type de donne´es, et nous aurons tmap = tmatch
Dans la suite, quand un e´le´ment de requeˆte eq est apparie´ a` un e´le´ment de la base
de connaissances es (concept, proprie´te´, instance ou type de donne´es), et graˆce a` cet
appariement, nous pouvons infe´rer qu’un e´le´ment de patron ep peut eˆtre associe´ a` eq ,
puis nous disons que ep est associe´ a` eq au travers de es.
Nous pouvons alors ge´ne´rer pour chaque patron toutes les associations possibles a`
la requeˆte utilisateur – appele´es associations de requeˆtes. Une association de requeˆte
mq consiste en un ensemble d’associations d’e´le´ments (un ou plusieurs e´le´ments de pa-
trons associe´s a` un ou plusieurs e´le´ments de requeˆtes). Dans une association de requeˆte
donne´e, un e´le´ment de patron peut eˆtre associe´ seulement une fois, i.e. il ne peut pas
eˆtre implique´ dans plus d’une association d’e´le´ment, alors que les e´le´ments de requeˆtes
peuvent eˆtre associe´s plusieurs fois. Pour chaque patron, nous construisons l’ensemble
M de toutes les associations possibles de requeˆtes de la fac¸on suivante : au de´but, M
contient seulement un mapping de requeˆte, qui est un ensemble vide (il ne contient
aucune association d’e´le´ments) ; ensuite, pour chaque sommet qualifiant ep du patron
conside´re´,
– s’il n’y a pas d’association d’e´le´ments impliquant ep, nous ne faisons rien,
– s’il y a n associations d’e´le´ments impliquant ep, nous dupliquons l’ensemble d’ori-
gine d’associations n+1 fois, chaque ensemble conside´rant une association d’e´le´-
ments diffe´rente (l’association d’e´le´ments est ajoute´e a` chaque association de re-
queˆte de l’ensemble copie´), et le dernier ensemble n’e´voluant pas (c’est a` dire que
les associations de cet ensemble conside`rent que ep n’est associe´ a` aucun e´le´ment
de requeˆte). De cette fac¸on, nous conside´rons toutes les possibilite´s d’association
ou de non-association de ep et nous nous assurons e´galement que jamais n’est
ge´ne´re´e une association d’un patron avec une requeˆte qui associerait un meˆme
sommet qualifiant a` plusieurs e´le´ments de requeˆtes.
Exemple 4
En poursuivant le de´roulement de notre exemple, cette e´tape nous ame`ne a` de´couvrir
plusieurs associations possibles d’e´le´ments ; par exemple “festival” du patron p1 peut
eˆtre associe´ a` l’e´le´ment de requeˆte “festival” au travers du concept “festival” avec la
valeur de confiance 1.0, “shooted work” peut eˆtre associe´ a` “awarded movie” au travers
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du concept “movie” (specialisation d’un concept) avec la valeur de confiance 0.486,
“artist” peut eˆtre associe´ a` “Emir Kusturica” au travers de l’instance “Emir Kusturica”
(instance d’un concept) avec la valeur de confiance 0.9, “is member of the jury” peut
eˆtre associe´ a` “president” au travers de la proprie´te´ “is president of the jury” (specia-
lisation d’une proprie´te´) avec la valeur de confiance 0.6. Certains e´le´ments de patron,
comme “has for date”, ou “year”, ne peuvent pas eˆtre associe´s.
La ge´ne´ration de toutes les associations de requeˆtes possibles conduit a` un ensemble de
plusieurs associations. L’une d’entre-elles est “la bonne”, c’est a` dire qu’elle repre´sente
la requeˆte telle qu’elle est conc¸ue par l’utilisateur : elle utilise le patron p1 (le plus
proche de la requeˆte) et associe c12 a` “festival”, r12 a` “president”, c14 a` “Emir Kusturi-
ca”, et c11 a` “awarded movie”. Mais pour l’instant cette association est perdue dans la
masse de toutes les associations ge´ne´re´es, bien trop nombreuses pour laisser a` l’utilisa-
teur la charge de les exploiter telles quelles.
6 ´Etape 4 : ´Evaluation de la pertinence de associations
`A la fin de l’e´tape pre´ce´dente, nous obtenons un ensemble d’associations ; chacune
correspond a` une requeˆte diffe´rente. Si l’ensemble des patrons utilise´s contient le patron
adapte´ a` la requeˆte utilisateur soumise et si l’appariement des e´le´ments de cette requeˆte
s’est de´roule´ correctement (notamment graˆce a` la pre´sence des e´tiquettes ade´quates),
alors l’ensemble obtenu contient vraisemblablement la requeˆte repre´sentant le re´el be-
soin en information de l’utilisateur. Dans le but d’identifier cette association, nous vou-
lons pre´senter en priorite´ a` l’utilisateur les associations qui nous paraissent les plus
pertinentes, c’est pourquoi nous pre´sentons dans cette partie le calcul d’une note de
pertinence lie´e a` chaque association. Cette note de pertinence est la composition de
plusieurs notes partielles, pre´sente´es ci-dessous.
La note d’association d’e´le´ments Rmap permet de prendre en compte la confiance
que l’on a en chaque association d’e´le´ments implique´e dans l’association du patron a` la
requeˆte utilisateur. Les valeurs de confiance des associations d’e´le´ments tmap utilise´es
pour calculer cette note partielle sont elles-meˆmes influence´es par la valeur de confiance
tmatch de l’appariement concerne´ et par le nombre de niveaux l se´parant l’e´le´ment de
la base de connaissances apparie´ et l’e´le´ment repre´sente´ par le sommet qualifiant. La






ou` eq(me) est l’e´lement de la requeˆte implique´ dans l’association d’e´le´ment me.
La note de couverture de requeˆte RQcov repre´sente la proportion d’e´le´ments de la
requeˆte utilisateur initiale qui ont re´ellement e´te´ utilise´s pour construire l’association
du patron a` la requeˆte. Plus il y aura d’e´le´ments ignore´s dans la requeˆte utilisateur, plus




La note de couverture du patron RPcov repre´sente la proportion de sommets quali-
fiants du patron qui ont re´ellement e´te´ associe´s a` des e´le´ments de requeˆte pour construire
l’association du patron a` la requeˆte. Cette note partielle n’est, d’apre`s nous, pas aussi
significative que la note de couverture de requeˆte (il est tout a` fait concevable qu’une
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association pertinente ignore certains sommets qualifiants), mais la note de couver-
ture du patron nous permet de favoriser une association d’un petit patron par rapport
a` une association d’un grand patron lorsqu’elles contiennent les meˆmes associations
d’e´le´ments ; on s’attend en effet, dans ce cas, a` ce que la deuxie`me association, qui
ignore un grand nombre de sommets qualifiants, soit conside´re´e comme moins perti-




ou` ep(me) est le sommet qualifiant implique´ dans l’association d’e´le´ment me.
Pour terminer, on peut calculer la note de pertinence R d’une association mq de la
fac¸on suivante :
R(mq) = fmapRmap(mq) + fQcovRQcov(mq) + fPcovRPcov(mq)
avec fmap + fQcov + fPcov = 1
Exemple 5
Par souci de concision, nous ne de´crivons pas ici l’inte´gralite´ de la proce´dure d’e´valu-
ation de la pertinence de l’association de´crite dans l’exemple pre´ce´dent. Cette perti-
nence est e´value´e a` 0.85 par l’imple´mentation de notre syste`me pre´sente´e en 8 et est la
plus e´leve´e parmi l’ensemble des associations ge´ne´re´es, ce qui nous confirme le bien-
fonde´ de notre note de pertinence.
7 ´Etape 5 : Ge´ne´ration de la phrase explicative et de la
requeˆte SPARQL
La dernie`re e´tape consiste a` pre´senter les re´sultats a` l’utilisateur dans le but d’inter-
roger la base de connaissances. Pour cela, nous ge´ne´rons pour chaque association une
phrase en langue naturelle qui explique la requeˆte repre´sente´e par l’asssociation, et nous
pre´sentons ces phrases a` l’utilisateur par ordre de pertinence de´croissant. De cette fac¸on,
en parcourant les phrases explicatives, l’utilisateur peut facilement comprendre le sens
de chaque requeˆte et choisir de`s qu’il la rencontre celle correspondant a` ses besoins. De
l’association se´lectionne´e, le syste`me de´duit la requeˆte formelle exprime´e en SPARQL.
Ces deux ope´rations, la ge´ne´ration des phrases explicatives d’une part et la formulation
de la requeˆte graphe d’autre part, sont rendues triviales respectivement par la pre´sence
d’un phrase explicative ge´ne´rique ratache´e a` chaque patron et par l’architecture meˆme
des patrons, exprime´s sous forme de graphes.
Pour chaque association, la phrase explicative est obtenue en adaptant la phrase ge´ne´-
rique rattache´e au patron concerne´ par l’association. Pour chaque association d’e´le´ments
contenue dans l’association de patron, nous remplac¸ons la sous-chaıˆne relative au som-
met qualifiant implique´ par une chaıˆne de caracte`res obtenue de la fac¸on suivante :
1. si le sommet qualifiant implique´ fait re´fe´rence a` un concept (c’est qu’il est associe´
a` un e´le´ment de la requeˆte soit au travers d’un concept, soit au travers d’une
instance),
– si il est associe´ au travers d’un concept (cela peut eˆtre le meˆme concept, un co-
cept parent ou un concept descendant), la chaıˆne utilise´e pour le remplacement
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est un label de ce concept apparie´ (de pre´fe´rence le label qui a permis l’appa-
riement entre le mot-cle´ et le concept), pre´ce´de´ d’un article inde´fini (comme
“a” en anglais) pour exprimer le fait que l’on fait re´fe´rence a` n’importe quelle
instance de ce concept,
– si il est associe´ au travers d’une instance (cela peut eˆtre une instance de ce
meˆme concept, d’un concept parent ou d’un concept descendant), la chaıˆne de
remplacement est un label de cette instance apparie´e (de pre´fe´rence le label qui
a permis l’appariement entre le mot-cle´ et l’instance),
2. si le sommet qualifiant implique´ fait re´fe´rence a` une proprie´te´ (c’est qu’il est
associe´ a` un e´le´ment de la requeˆte au travers de cette meˆme proprie´te´, d’une pro-
prie´te´ descendante ou d’une proprie´te´ parente), la chaıˆne de remplacement est un
label de cette proprie´te´ apparie´e (de pre´fe´rence le label qui a permis l’apparie-
ment entre le mot-cle´ et la proprie´te´),
3. si le sommet qualifiant implique´ fait re´fe´rence a` un type de donne´es (c’est qu’il
est associe´ a` un e´le´ment de la requeˆte pour lequel l’interpre´tation comme une
valeur de ce type a re´ussi), la repre´sentation de la valeur interpre´te´e est utilise´e
comme chaıˆne de remplacement,
4. si l’e´le´ment de requeˆte implique´ est pre´ce´de´ d’un point d’interrogation dans la
requeˆte utilisateur, la chaıˆne de remplacement est syntaxiquement mise en valeur
dans le but d’indiquer a` l’utilisateur quel est l’objet de la requeˆte.
Pour ce qui est des sommets qualifiants qui ne sont pas associe´s a` un e´le´ment de requeˆte,
on conserve telles quelles les sous-chaıˆnes ge´ne´riques correspondantes.
L’e´tape de formulation de la requeˆte en SPARQL pour l’association se´lectionne´e n’est
pas plus complexe. En effet, le graphe de requeˆte est e´quivalent au graphe du patron
concerne´, a` quelques de´tails pre`s ; voici la liste des changements effectue´s :
– pour chaque association d’e´le´ments, le sommet qualifiant concerne´ est remplace´
par l’e´le´ment de la base de connaissances apparie´ ou par la valeur du litte´ral in-
terpre´te´ le cas e´che´ant,
– puis, dans le graphe obtenu, chaque sommet faisant re´fe´rence a` une classe ou a` un
type de donne´es est remplace´ par une variable, explicitement de´clare´e au travers
d’un triplet supple´mentaire comme une instance de cette classe ou une valeur de
ce type.
Comme nous l’avons explique´ en 3, un point d’interrogation devant un e´le´ment de la
requeˆte utilisateur signifie que cet e´le´ment est un des objets de la requeˆte. Nous retrou-
vons donc naturellement les sommets qualifiants associe´s a` ces e´le´ments de requeˆtes
dans la clause SELECT de notre requeˆte SPARQL. Si il n’y a aucun point d’inter-
rogation dans la requeˆte, il s’agit d’une requeˆte a` re´ponse binaire que l’on traduit par
ASK en SPARQL ; dans le cas contraire, pour chaque e´le´ment de requeˆte pre´ce´de´ d’un
point d’interrogation,
– si le sommet qualifiant concerne´ fait re´fe´rence a` une classe ou a` un type de donne´es,
il a de´ja` e´te´ remplace´ par une variable dans l’e´tape pre´ce´dente, on ajoute donc cette
meˆme variable dans la clause SELECT ,
– sinon (le sommet qualifiant fait re´fe´rence a` une relation) il s’agit d’une demande
de spe´cialisation ou de ge´ne´ralisation de relation, c’est a` dire que l’utilisateur vou-
drait se voir pre´ciser la nature d’une relation entre deux entite´s. Dans ce cas, le
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sommet qualifiant est remplace´ dans le graphe requeˆte par une variable, explicite-
ment de´clare´e comme une sous- ou une sur-proprie´te´ de la relation re´fe´rence´e par
deux triplets rendus alternatifs en SPARQL avec UNION ; cette variable est aussi
ajoute´e dans la clause SELECT .
Nous avons ainsi rencense´ l’ensemble des e´le´ments du graphe sur lesquels portent la
requeˆte et obtenu le graphe requeˆte de´finitif qui, exprime´ en notation Turtle, formera le
contenu de la clause WHERE de notre requeˆte. La formation de la requeˆte SPARQL
est alors imme´diate.
Exemple 6
La ge´ne´ration de la phrase explicative applique´e a` l’association de´crite dans l’exemple
pre´ce´dent, donnera la phrase suivante (les sous-chaıˆnes en italique ont e´te´ remplace´es,
meˆme quand elles sont identiques aux sous-chaıˆnes ge´ne´riques du patron, et l’expres-
sion en gras indique l’objet de la requeˆte) : “A movie awarded in a festival in a year
when Emir Kusturica is president of the jury”.
Comme l’association correspondante a obtenu a` l’e´tape pre´ce´dente la meilleure note
de pertinence, cette phrase sera pre´sente´e a` l’utilisateur en premie`re position et, si elle
est selectionne´ par ce dernier, la requeˆte SPARQL ge´ne´re´e sera la suivante (la de´finition












8 Imple´mentation et expe´rimentations
L’approche pre´sente´e dans cet article a e´te´ imple´mente´e en Java et en utilisant l’API
Jena, dans le but de mettre en valeur les ame´liorations apporte´es par rapport a` la me´thode
introduite par Comparot et al. (2010) ; pour e´valuer cette dernie`re, nous avions recueilli
160 requeˆtes distinctes concernant le cine´ma d’un point de vue artistique aupre`s de 24
personnes, chaque requeˆte e´tant compose´e d’un ensemble de mots-cle´s et d’une phrase
en langage naturel exprimant le besoin en information. Nous constatons dans un premier
temps que meˆme lorsque l’ontologie et la base de fait grandissent, la dure´e d’exe´cution
moyenne de l’interpre´tation d’une requeˆte est tout a` fait convenable. En effet, avec en
tout 68 classes, 56 relations,et 194 instances, le temps ne´cessaire a` l’exe´cution de cha-
cune des e´tapes pre´sente´es pre´ce´demment puis au tri des mappings n’exce`de jamais
une seconde pour les requeˆtes les plus complexes, et est en moyenne de 300ms sur un
processeur double cœur cadence´ a` 2.4GHz.
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Les tests pre´sente´s dans la suite ont porte´ sur 40 requeˆtes choisies ale´atoirement parmi
l’ensemble de requeˆtes recueillies. Trois utilisateurs diffe´rents ont tente´ de formuler
chaque requeˆte en utilisant le langage pivot pre´sente´ en 3. Nous avons ainsi obtenu trois
formulations de chaque requeˆte qui pre´sentaient le plus souvent quelques diffe´rences,
lie´es a` l’aspect subjectif de l’utilisation du langage pivot. Nous avons ensuite suivi
la meˆme de´marche expe´rimentale que pre´ce´demment, celle propose´e par Zhou et al.
(2007), qui consiste a` calculer pour chaque requeˆte 1/r ou` r correspond a` la position de
la requeˆte ide´ale dans les re´sultats retourne´s par le syste`me, puis a` calculer la moyenne
de ces valeurs. En re´alisant ce test sur chacun des 120 exemples (3 formulations pour
chacune des 40 requeˆtes se´lectionne´es), nous obtenons un score moyen de 0.81, contre
0.78 lors de la pre´ce´dente e´valuation. De plus, la requeˆte ide´ale apparaıˆt dans une
des trois premie`res propositions pour 89% des cas, contre 88% lors de la pre´ce´dente
e´valuation. Les nouveaute´s apporte´es permettent essentiellement d’ame´liorer l’interpre´-
tation de requeˆtes impliquant des relations, comme par exemple “novel : author= Fred
Vargas, adaptation= ?movie ; ?movie : director= Josee Dayan” qui permet de demander
la liste des films re´alise´s par Jose´e Dayan qui sont des adaptations de romans de Fred
Vargas.
De plus, comme explique´ pre´ce´demment, ces re´sultats ont e´te´ obtenus a` partir de
requeˆtes re´dige´es par des utilisateurs diffe´rents, ce qui montre la flexibilite´ de notre
syste`me qui n’est pas sensible a` la subjectivite´ des requeˆtes et a` la vision de chaque
utilisateur.
9 Conclusion
Dans cet article, nous avons propose´ une e´volution du syste`me introduit par Comparot
et al. (2010), afin notamment d’offrir a` l’utilisateur un moyen d’exprimer des relations
dans les requeˆtes qu’il formule. Pour cela, nous avons propose´ un langage de requeˆtes
pivot que nous avons voulu simple, intuitif et flexible, et nous avons adapte´ le processus
d’interpre´tation de la requeˆte utilisateur pour prendre en compte les relations.
Les re´sultats de nouvelles e´valuations se sont re´ve´le´s meilleurs que les pre´ce´dents,
sans pour autant que la diffe´rence soit frappante. Mais, meˆme si l’ame´lioration reste
raisonnable, nous savons de´sormais mieux traiter certaines requeˆtes qui donnaient de
mauvais re´sultats auparavant, et nous avons de se´rieuses perspectives de progre`s. Nous
avons en effet constate´ que, pour une grande partie des requeˆtes SPARQL que nous
aimerions voir en haut de la liste mais qui ne le sont pas, elles se font de´passer par
d’autres requeˆtes qui, en re´alite´, ne respectent pas la structure de la requeˆte utilisateur
initiale. Nous devons donc travailler a` une ame´lioration de l’e´valuation de la pertinence
d’une requeˆte dans le but de tenir compte de la structure de la requeˆte.
Nous souhaitons e´galement travailler a` l’ame´lioration de l’ergonomie du syste`me.
Une extension du langage pivot permettrait a` l’utilisateur, graˆce a` des variables ano-
nymes, de re´fe´rencer et de requeˆter des entite´s a` propos desquelles il n’a aucune in-
formation. Nous aimerions e´galement rendre la ge´ne´ration des associations plus dyna-
miques en ajoutant la possibilite´ d’utiliser des expressions re´gulie`res dans des portions
de patrons, en nous fondant sur les travaux de Alkhateeb et al. (2009) ; ces portions
pourraient alors se voir omises ou re´pe´te´es dans l’association finale. Cela permettrait
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notamment de rendre les phrases explicatives de chaque requeˆte plus simples et les
patrons plus ge´ne´riques (donc moins nombreux). Enfin, malgre´ des performances ac-
tuelles tre`s correctes, des e´volutions sur le plan algorithmique seront probablement a`
envisager pour le passage a` l’e´chelle du Web ; nous voudrions re´duire la complexite´
de la me´thode en utilisant une heuristique qui permettrait d’orienter la ge´ne´ration des
associations et d’empeˆcher de ce fait la ge´ne´ration d’associations conside´re´es comme
trop peu pertinentes.
Re´fe´rences
ALKHATEEB F., BAGET J.-F. & EUZENAT J. (2009). Extending sparql with regular
expression patterns (for querying rdf). J. Web Sem., 7(2), 57–73.
ATHANASIS N., CHRISTOPHIDES V. & KOTZINOS D. (2004). Generating on the fly
queries for the semantic web : The ics-forth graphical rql interface (grql). In S. A.
MCILRAITH, D. PLEXOUSAKIS & F. VAN HARMELEN, Eds., International Seman-
tic Web Conference, volume 3298 of Lecture Notes in Computer Science, p. 486–501 :
Springer.
COGUI (2009). A conceptual graph editor. Web site. http ://www.lirmm.fr/cogui/.
COMPAROT C., HAEMMERLE´ O. & HERNANDEZ N. (2010). Expression de requeˆtes
en graphes conceptuels a` partir de mots-cle´s et de patrons (regular paper). In Journe´es
Francophones d’Inge´nierie des Connaissances (IC), Nıˆmes, 08/06/2010-11/06/2010,
p. 81–92, http ://www.cepadues.com/ : Ce´padue`s Editions.
ELBASSUONI S., RAMANATH M., SCHENKEL R. & WEIKUM G. (2010). Searching
rdf graphs with sparql and keywords. IEEE Data Eng. Bull., 33(1), 16–24.
GENEST D. & CHEIN M. (2005). A content-search information retrieval process based
on conceptual graphs. Knowl. Inf. Syst., 8(3), 292–309.
LEI Y., UREN V. S. & MOTTA E. (2006). Semsearch : A search engine for the semantic
web. In S. STAAB & V. SVA´TEK, Eds., EKAW, volume 4248 of Lecture Notes in
Computer Science, p. 238–245 : Springer.
RUSSELL A. & SMART P. R. (2008). Nitelight : A graphical editor for sparql queries.
In C. BIZER & A. JOSHI, Eds., International Semantic Web Conference (Posters &
Demos), volume 401 of CEUR Workshop Proceedings : CEUR-WS.org.
TRAN T., WANG H., RUDOLPH S. & CIMIANO P. (2009). Top-k exploration of query
candidates for efficient keyword search on graph-shaped (rdf) data. In ICDE, p. 405–
416 : IEEE.
WANG H., ZHANG K., LIU Q., TRAN T. & YU Y. (2008). Q2semantic : A light-
weight keyword interface to semantic search. In S. BECHHOFER, M. HAUSWIRTH,
J. HOFFMANN & M. KOUBARAKIS, Eds., ESWC, volume 5021 of Lecture Notes in
Computer Science, p. 584–598 : Springer.
ZHOU Q., WANG C., XIONG M., WANG H. & YU Y. (2007). Spark : Adapting
keyword query to semantic search. In K. ABERER, K.-S. CHOI, N. F. NOY, D. AL-
LEMANG, K.-I. LEE, L. J. B. NIXON, J. GOLBECK, P. MIKA, D. MAYNARD, R.
MIZOGUCHI, G. SCHREIBER & P. CUDRE´-MAUROUX, Eds., ISWC/ASWC, volume
4825 of Lecture Notes in Computer Science, p. 694–707 : Springer.
