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1.0.0) Introduktion 
Følgende er en refleksiv synopsis over vores nyligt gennemførte portfoilieprojekt, som er 
blevet forfattet til RAWDATA forår 2016. Portfolioen består af en single­page webapplikation, 
kaldet ​SOVA​, som giver en bruger mulighed for at søge på en database fra 
StackOverflow.com via en restful web API, kigge på de forskellige spørgsmål og svar fra 
databasen, samt at markere tekstbidder og hele posts som henholdsvis annotationer og 
favoritter. 
 
Vores refleksion vil tage konkret udgangspunkt i tre emner, som vi mener er interessante i 
forhold til vores arbejdsproces i forbindelse med udformningen af webapplikationen. Først vil 
der komme en opsummering af webapplikationen. Dernæst følger en kort redegørelse for 
enheds­ og integrationstesting, med henblik på senere især at diskutere, hvorledes vi kunne 
have anvendt top­down og bottom­up softwareudviklingsstragier til at forbedre vores proces. 
De sidste emner udgør en redegørelse for hvordan vi via modellering kortlægger mellem de 
forskellige datastrukturer i applikationen samt en redegørelse for, og slutteligt hvordan vore 
søgefunktion fungerer, hvilke mangler den har, og hvordan den kan forbedres. 
 
Herefter vil der følge en diskussion, som udover at dække de ovenstående interessepunkter 
yderligere vil illustrere de refleksioner, som vi har gjort os om arbejdet med de tre sektioner 
af portfolioen, samt SOVA­applikationen som helhed. 
 
Sidst vil vi konkludere på vores refleksioner samt, bemærke hvad der ville skulle arbejdes 
med, hvis der bliver lavet fremtidigt arbejde på vores applikation. 
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2.0.0) Oversigt over portfolieprojektet 
2.1.0) Sektion 1 ­ Database dekomponering og normalisering 
I denne sektion fik vi udleveret et databaseskema med kun to tabeller, som vi fik til opgave 
at dekomponere, så dataen heri videre ville kunne tilgås via en webapplikation front­end 
med søgefunktionalitet, annotering, markering af favoritter osv. Det lykkedes os at opdele de 
to tabeller ind i 12 forskellige tabeller, som indeholdte de forskellige attributter nødvendige 
for udvikling af SOVA applikationen.  
 
Vi brugte ​Boyce­Codd normal form​­teorien til at dekomponere de mange tabeller, således at 
der ikke opstod overflødig data, hvilket ville sænke hastigheden af hele applikationen. 
 
2.2.0) Sektion 2 ­ Back­end udvikling 
I sektion 2 af portfolioen implementerede vi en restful web API, med CRUD operationer og 
tilhørende tests. 
 
Ved hjælp af ADO.NET (og herunder Entity Framework) fik vi kort fortalt kortlagt data fra 
vores relationelle database til dataobjekter i C#, som videre blev synliggjort som 
JSON­objekter i en restful web API. Denne web API kunne så tilgås via HTTP kald til vores 
server, og returnere disse JSON­objekter. 
 
Grundet prioriteringen af forståelsen af den ovenstående grundlæggende funktionalitet, 
nåede vi dog ikke her at implementere ​information retrieval ​og indeksering. 
 
2.3.0) Sektion 3 ­ Front­end udvikling 
Tredje og sidste sektion af projektet byggede videre på sektion 2. Det skete i den forstand, 
at vi arbejdede på at skabe en front­end, der kunnne præsentere dataen i form af de (fra 
vores restful web API returnerede) JSON­objekter. 
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Vi udviklede vores front­end ud fra ​mobile­first​ princippet. Her anvendte vi MVVM­software 
design mønsteret til at strukturere vores JavaScript/HTTP/CSS­kode, og anvendte en række 
JavaScript baserede frameworks såsom Jquery, Knockout og RequireJS til at implementere 
avanceret funktionalitet såsom databinding, datamanipulation og såkaldt 
dependency­​håndtering. 
 
Resultatet blev en funktionel ​single­page​ applikation, hvori man kan søge og få fremvist 
vores data. 
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3.0.0) Enheds­ samt integrationstesting: et 
procesperspektiv 
3.1.0) Enhedstesting 
Vi føler ikke, at arbejdet med testing i sektion 2 blev udført uddybende nok, da vi på 
tidspunktet prioriterede andre aspekter af opgaven. Den løbende videreudvikling af vores 
tests, som vi ambitiøst lagde op til i afsnit 8.0.0 (Konklusion og nuværende status) til sektion 
2, blev ligeledes overtrumfet af et behov for at polere vores front­end i sektion 3. 
 
Det er dog åbenlyst, at vi med fordel kunne have inkluderet ​unit testing​, eller enhedstesting,​ i 
vores arbejdsproces. Dette afsnit vil uddybe teorien bag de former af testing, som vi kunne 
have anvendt, hvorefter vi i diskussionen søger at sætte dette i relief til vores faktiske 
arbejde i projektet og hvor vi bedst kunne have forbedret arbejdsprocessen ved at sætte 
denne teori til konkret brug. 
 
Grundlæggende set er formålet med unit testing at nedbryde et program i så små dele, som 
muligt, og så teste funktionaliteten af disse såkaldte enheder individuelt. En klar definition af 
begrebet findes i det efterfølgende citat:  
 
“The primary goal of unit testing is to take the smallest piece of testable  
software in the application, isolate it from the remainder of the code, and  
determine whether it behaves exactly as you expect.”  
Microsoft. Taget fra: ​https://msdn.microsoft.com/en­us/library/ 
aa292197%28v=vs.71%29.aspx  
 
Bemærk, at man her altså søger at arbejde med koden i så små enheder, som det er muligt. 
Dette skal ses i kontrast til integrationstesting. 
 
3.2.0) Integrationstesting 
Integrations går kort fortalt ud på at teste, hvorvidt en samling af adskillige units, eller 
enheder, fungerer i samspil. Målet er her, at integrationsteste forskellige kombinationer af 
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enheder. I vores tilfælde kunne det eksempelvis være grupper af controllers, eller hvorledes 
forskellige CRUD­operationer på forskellige dataobjekter interagerer med hinanden. 
 
Grundet den herved svimlende potentielle mængde potentielle kombinationer, findes der en 
række potentielle integrationsstragier. Her skal især fremhæves ​top­down ​og ​bottom­up 
tilgangene. Af Microsoft defineres de således: 
 
The top­down approach to integration testing requires the highest­level modules be 
test and integrated first. This allows high­level logic and data flow to be tested early 
in the process and it tends to minimize the need for drivers. ​(...) 
The bottom­up approach requires the lowest­level units be tested and integrated first. 
These units are frequently referred to as utility modules.  
Microsoft. Taget fra: 
https://msdn.microsoft.com/en­us/library/aa292128%28v=vs.71%29.aspx  
 
Det skal herved bemærkes, at den centrale forskel i strategien i vores specifikke kontekst er, 
hvorvidt man opbygger applikationen front­end eller back­end først. I det store billede har vi 
naturligvis fulgt en bottom­up tilgang i denne forstand, idet vi grundet kursets 
sektionsopdeling har fulgt en naturlig udvikling ved at opbygge vores databasestruktur først 
og derfra har bygget os op mod en front­end, som kan tilgå den heri liggende data.  
 
I den specifikke kontekst, hvor testing blev fremhævet som særlig relevant i forhold til dette 
projektforløb (det værende i sektion 2), kan man dog debattere, om vi burde have opbygget 
applikation med yderligere inddraggelse af vores front­end (altså top­down) i stedet for 
overvejende at starte udviklingen ved integration af ADO.NET­kald til vores database 
(bottom­up). Dette vil blive uddybet i diskussionen. 
 
Yderligere beskrivelse af teorien bag de frameworks, som vi ville have kunnet anvende til et 
mere dybdegående testing­forløb, findes i afsnit 5.0.0 (Testing) i delrapporten tilknyttet 
sektion 2. 
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4.0.0) Modelering, Volume vs. Speed / Mapping for 
mappingens skyld 
I dette afsnit vil vi gennemgå mappingen af data fra databasens rækker til HTML dokument 
elementer, hvorfor vi ændrer strukturen på dataen og hvordan gør vi det.  
4.1.0) Database til C# objekter 
I denne applikation har vi kortlagt dataen fra tabellerne i databasen til objekter i 
domænelaget. Vi har brugt ADO.NET’s Entity Framework, som ud fra indbyggede 
konventioner kortlægger fra database rækker til C# objekter. Kortlægning i denne 
sammenhæng er processen at overføre data og dens relationer fra databasens relationelle 
model(som beskrevet i sektion 1) til den objektorienterede model i C# objekterne. 
 
4.1.1) Entity Framework 
Entity Framwork (EF) er et rammeværktøj i ADO.NET der gør det muligt at mappe fra en 
relationel database til POCO (Plain Old C# Object). Det mapper ud fra konventioner 
rækkerne i tabellerne til sæt af objekter. En simpel mapping af tabel rækker til POCO med 
attributter, håndterer EF stort set selv, men hvis man bryder konventionerne skal man selv 
definere modellen man vil mappe efter.  
Modellen omdanner rækker i en tabel til objekter med deres attributter og relationer der 
måtte være til andre tabeller.  
Modellen skal f.eks. skulle kunne håndtere mapping af nedarving hvor der findes fire 
forskellige strategier: 
● En tabel indeholder hele klasseherakiet fra C# klasserne 
Tabellen som klasserne mapper til vil indeholde alle attributterne og nogle ekstra 
attributter til at indikere hvilken klasse den rækken mapper fra/til.  
● En tabel for hver konkrete C# klasse, uden superklasser som ikke instancieres  
Klasserne mapper til en tabel pr. klasse som bliver instantieret, så hvis der eksistere 
en super klasse som ikke ikke instantieres, så bliver der ikke oprettet en tabel for den 
i databasen.  
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● En tabel for hver C# klasse 
Der oprettes en tabel for hver klasse, men også for super klassen. 
● En generisk tabelstruktur at mappe klasserne til. 
Der oprettes flere tabeller hvor klassernes meta­data mappes. En tabel for klassens 
navn, en for dens attributer, en for attribute typen, en for værdierne og en for dens 
nedarvring. Tabellerne repræsentere ikke længere en klasse, hvor kolonnerne er 
dens attributter, men hver tabel er en egenskab ved klasser, som den gemmer, så 
attribut typen string/varchar, kan henvises til fra flere forskellige klasser og attributter.  
 
Der er selvfølgelig styrker og svagheder ved alle fire typer, men i vores applikation valgte vi 
at lave en klasse for hver tabel vi havde. I vores database har vi answers og questions 
tabellerne som begge nedarver fra posts, så vi oprettede answer og question klasser som 
begge nedarvede fra en post klassen. Vi ønskede en hurtig og simpel implementering, og da 
vi allerede havde implementeret nedarvning i database gav det mening at videreføre det til 
vores domænemodel. 
 
En anden problemstilling, man støder på, når man skal kortlægge en database til 
C#­objekter, er relationerne mellem tabellerne. Hvordan bevarer man de relationer, når man 
opretter objekter til at indeholde værdierne af kolonnerne i tabellens rækker? En god regel er 
at bevare relationer fra database i domæne modellerne, så en­til­en forbliver en­til­en og 
mange­til­mange forbliver mange­til­mange.  
 
Der er som beskrevet tre forskellige relationer som vi skal forholde os til. Vi har dog kun to af 
dem i vores projekt, derfor vil vi ikke gennemgå én­til­én relationen:  
● én­til­mange relationer:  
Ser på relationen users posts er det en en­til­mange relation, hvor en user kan have 
mange posts. For at bevare denne relation, har vi i posts tabellen både hentet 
fjernnøglen userid og den entitet som den peger på, så post’en får en attribut der er 
det user objekt som userid peger på. En user kan have mange posts og vi har ikke 
nogen fjernnøgle i users tabellen som kan pege på de posts som en user har 
oprettet. Når vi mappe en user til et objekt, bevare vi relationen ved at have en 
collection af posts som attribut i user objektet. De posts får vi ved at gå igennem 
posts tabellen og finde de posts som har userid’et som fjernnøgle. På den måde har 
vi relationen indeholde både i post objektet og user objektet. 
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● mange­til­mange relationer: 
Relationen mellem tags og posts er en mange­til­mange relation. Et tag kan have 
mange posts og en post kan have mange tags. Modellen til at mappe dem fra 
tabeller til objekter, er lidt ligesom den foregående, blot at begge sider af relationen 
er en mange relation. Det betyder at et tag har en collection af mange posts, som har 
det tag og en post har en collection af mange tags.  
 
Entity­framework, gør meget af det ovenstående automatisk, men hvis nogle af 
attributterne/properties har et andet navn i objektet end i tabellen, eller vi har en relation 
bliver vi nød til at lave en model for denne mapping, det vil vi beskrive i det efterfølgende 
afsnit. 
 
4.1.2) OnModelCreating 
Det er muligt at mappe databasens tabel(rækker) til sæt af objekter via annotationer i 
POCO­klasserne, men vi har i vores projekt valgt at gøre det via Fluent API, hvor vi i 
onModelCreating​()​­metoden i DbContext­klassen definerer en model for kortlægningen . 1
 
OnModelCreating​()​­metoden gør det muligt via Fluent API at definere egne konventioner for 
hvordan databasen’s data skal mappe til C# objekterne. Her vil vi først gennemgå de 
konventioner som EF automatisk bygger en model efter. Herefter vil vi se på de 
konventioner vi selv definere via en Code First tilgang i vores applikation. Derefter giver vi 
eksempler på hvordan de er blevet implementeret.  
 
EF har noget indbyggede konventioner til automatik at mappe mellem databasen og C# 
objekterne, men da vi allerede har en database med data, bliver vi alligevel nød til at tilføje 
nogle konventioner til modellen.  
 
Indbyggede konventioner: 
● Primær nøgle: Hedder en attribut ID eller klassenavnet efterfulgt af ID, så bliver den 
automatisk mappet som den primære nøgle. 
● Relationer: Er der en én relation til en anden tabel, så vil man via lazy loading kunne 
henvise til denne relation ved at tilføje et virtuel objekt af den anden side af 
relationen. Er det en mange relation, vil man kunne henvise til den relation ved at 
1 ​https://msdn.microsoft.com/da­dk/data/jj591617​ ­ d. 5/6­16 
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tilføje en virtuel collection af objekter fra den anden side af relationen. Det anbefales 
at inddrage den fjern nøgle som én relationen henviser til den anden side af 
relationen. 
 
Vi valgte selv at definere nogle konventioner for vores model af kortlægningen mellem 
databasen og C#­objekterne. Der var to tilfælde hvor det var nødvendigt at definere 
konventioner. Første tilfælde var navngivning, hvor vi gerne ville give nye navne til selve C# 
klassen eller dens attributterne. Det andet tilfælde var fordi vi oplevede nogle problemer med 
at mappe relationerne fra databasen til objekterne, så derfor valgte vi at definere modeller 
for alle relationerne.  
 
Kigger vi f.eks. på model for at mappe posts til post, så definere vi først navnet på tabellen 
som der skal mappes til, derefter mapper vi UserId, til kolonnen owneruserid. De næste 
definitioner handler om relationerne, hvor vi først definere at en­til­mange relationerne til 
comments og annotation: 
 
modelBuilder.Entity<Post>() 
.HasMany<Comment>(p => p.Comments) 
.WithRequired(c => c.Post); 
 
Når vi definerer en model for en én­til­mange relation, fortæller vi, at en post har mange 
comments, og at en comment har en krævet post. Modellen for relationen til annotations, har 
også en reference tilbage til post, men det er en valgfri binding, da en annotation, ikke skal 
være bundet til en post. 
Post har også modeller over mange­til­mange relationer, som vi har definere. Relationerne til 
tags, searchuser og en selvreferende i linkedpost relationen: 
 
modelBuilder.Entity<Post>() 
.HasMany<Post>(p => p.LinkedPosts) 
.WithMany() 
.Map(tp => 
{ 
tp.MapLeftKey(​"linkpostid"​); 
tp.MapRightKey(​"id"​); 
tp.ToTable(​"linkedposts"​); 
}); 
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Den ovenstående model for mappingen af en mange­til­mange relation definere vi for at ved 
hjælp af map metoden. Vi prøvede at mappe begge sider af relationen, men blev nødt til kun 
at mappe den ene side ellers kunne vi ikke bygge modellen. Denne mange til mange model, 
skal bruge en en relationel tabel, som indeholder alle relationerne, tabellen bliver her i 
modellen sat til linkedposts og referencerne til de andre tabeller bliver definere ud fra 
kolonnerne i den relationelle tabel. 
 
4.3.0) C# Objekter til JSON objekter 
I webservicelaget har vi skulle kortlægge vores domæneobjekter til JSON­objekter for at 
kunne sende dataen til en webapplikation, som viser dataen i HTML­elementer. Til det 
formål har vi brugt AutoMapper, som er et objekt­til­objekt kortlægnings­framework. Vi 
bruger kun AutoMapper til at kortlægge C# objekter direkte til JSON objekter, så derfor vil vi 
ikke gå mere i dybden med det framework. Vi ændre kun C# objekterne id attribut til en 
selvreferende url og relationerne til url’er der kan hente de relaterede objekter.  
 
JavaScript Object Notation (JSON) er den notation, man bruger i JavaScript, til objekter. Et 
objekt består af et navn/værdi par, som kan være strenge, tal, objekt, array, boolean eller 
null. Da det er de samme datatyper, vi har i vores domæneobjekter, kan vi kortlægge direkte 
til JSON­objekter. De eneste ændringer vi laver i kortlægningen , er at erstatte samlinger af 
relaterede objekter med referencer til dem, via URL’en, der kalder dem, fra vores 
webservice.  
4.4.0) JSON objects til HTML elementer via Knockout 
For at kunne sende data asynkront til html elementer i DOM’en har vi brugt JavaScript 
biblioteket Knockout. Dette bibliotek gør det muligt via en MVVM model at sætte et view op i 
form af DOM’en og give elementerne data efterfølgende. Knockout gør det ved hjælp af 
deres observable objekter og arrays. Nå en et observable objekts værdi bliver opdateret, så 
sørge Knockout for at opdatere værdien i alle de DOM elementer som er bundet til objektet.  
 
Man kunne stille sig selv spørgsmålet om vi ikke lige så vel kunne have samme struktur på 
dataen som den vi præsentere for brugeren i front­end. Ville det ikke spare os en betydelig 
mængde tid i udviklingen af applikationen og gøre koden mere simpel?  
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5.0.0) Search og Information retrieval. 
Som nævnt i vores portfolio projektrapport sektion 2 afsnit 8.0.0) Konklusion og nuværende 
status, så blev søgefunktionen ikke implementeret grundet en prioritering af andre aspekter 
af applikationen. Siden da, har vi under sektion 3 af portfolio projektet, implementeret en 
meget simpel, men funktionel “search” feature. 
“Search” funktionen implementeret i applikationen har dog nogle mangler, i dette afsnit vil vi 
belyse nogle af disse og beskrive hvordan vi kan tilgå dem. 
 
5.1.0) Den nuværende søgefunktionalitet 
Søgefunktionen i vores applikation fungerer som en “live search”. Vi har brugt ​knockout.js​ til 
at gøre den string man søger på til en ​ko.observable​ så den bliver opdateret hver gang der 
bliver tastet på tastaturet. Altså bliver der søgt på databasen dynamisk mens brugeren 
skriver en string ind i ​search baren​. Hvert bogstav, tegn eller mellemrum som bruger 
indtaster kører funktionen på den ​string ​der står skrevet i search baren. Dette giver en del 
bedre responsivitet til brugeren, da det giver mulighed for brugeren der er hvilke ​questions 
som dukker op imens der bliver søgt, dette kan give brugeren mulighed for at ændre på sin 
søgning hvis noget mere brugbart bliver opdaget. Dog skaber denne live search også 
optimerings komplikationer, afhængigt af hvor lang den string brugeren søger på, samt hvor 
mange ​questions​, den aktuelle string returnerer, kan søgningen gå hen og blive en meget 
langvarig process. 
 
 
Resultaterne af søgningen er ikke optimale, som nævnt i projektportfolio rapporten sektion 2, 
når der søges bliver der kun søgt på enkelte ord i posts på databasen. Der tages altså ikke 
stilling til hvor mange gange ordet indgår i databasen eller hvorvidt flere ord som brugeren 
har søgt efter indgår i de enkelte posts. Et eksempel på en søgning på vores database, kan 
ses forneden på figur N1: 
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Figur 1 ­ Resultat af søgning på ordene “Framework” og “Version”. 
 
På figur 1 kan vi nu tydeligt se hvilken slags problemer der opstår når brugeren søger efter 
bestemte ord. Søgeresultaterne er rangeret efter “Rank” som svarer til ​score​ atributten som 
kan findes i Post tabellen på vores database. Og atributten ​word​ er det ord man har søgt på 
som indgår i den givne Post. Der tages altså heller ikke stilling til hvis et ord indeholder flere 
ord. 
 
Resultatet af sådan en søgning vil oftest ikke være særlig brugbar for brugeren, hvorfor det 
ville være en omfattende optimering af search funktionen at implementere end algoritme der 
kunne håndtere rangering og sortering af resultater på en måde der ville passe bedre til 
brugerens søgning, altså vægte resultater som indeholder flere af ordene brugeren har søgt 
efter højere, samt en højere vægtning af resultater som indeholder ordene flere gange. Til 
dette formål kan vi implementere det der hedder en ​TF/ IDF​ algoritme.  
 
5.2.0) TF/IDF 
TF/IDF står for ​Term Frequency­ Inverse Document Frequency​, og denne måde at vægte 
data på bliver ofte brugt til ​information retrieval​ og ​data­mining​, til at beregne et søge ords 
vigtighed i et dokument eller en database. Vægtningen stiger for posts i databasen jo flere 
gange ordet indgår, men et ords vægtning bliver mindre jo flere gange det opstår i hele 
databasen eller dokumentet. TF/IDF består som tidligere nævnt af to termer Term 
Frequency (TF) og Inverse Document Frequency (IDF). TF sørger for at beregne et ords 
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hyppighed i en enkelt post, divideret med det fulde antal af ord i givne post. Det er 
nødvendigt at tage posts’ fulde længde i betragtning da nogle posts er længere end andre, 
og derfor vil søgeord naturligvis optræde oftere i de længere posts. (Taget fra: 
http://www.tfidf.com/​). 
 
En formel til denne udregning kan ses forneden: 
 
TF(t) = (Number of times term t appears in a document) / (Total number of terms in 
the document). ​(taget fra: http://www.tfidf.com/). 
 
IDF udregner logaritmen af antallet posts i hele databasen divideret med antallet af posts 
hvor det enkelte søgeord optræder. Den sørger altså for at alle ord ikke bliver vægtet lige. 
Som nævnt i projektportfolio rapport sektion 2 har vi i vores database har vi allerede 
implementeret en tabel, ​stopWords​, som indeholder simple ord, som meget sjældent har 
nogen betydning for brugerens søgning, dette vil være ord som: “​how​”, “​why​”, “​is​”, “​what​” 
osv. 
Ordene i tabellen stopWords bliver sorteret ud således at de ikke bliver taget i betragtning af 
søgefunktionen når de bliver indtastet. Der dog nogle ord som stadig optræder meget ofte i 
databasen som “code” eller “java”, disse ord har relevans for brugerens søgning, men 
muligvis ikke den højeste relevans. Derfor skal vægtningen af sådanne ord nedsættes frem 
for ord som er mere sjældne, der kan præcisere brugeren søgeresultater. (Taget fra: 
http://www.tfidf.com/​). 
Dette kan udregnes via nedenstående formel: 
 
IDF(t) = log_e(Total number of documents / Number of documents with term t in it). 
(Taget fra: http://www.tfidf.com/). 
 
Det kan diskuteres hvorvidt det overhovedet ville være relevant at bruge stopWords tabellen 
hvis man implementerede en TF/ IDF algoritme som skulle håndtere sorteringen af 
søgeresultater. 
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5.3.0 Indeksering 
Der blev igennem hele portfolioprojektet ikke implementeret indeksering. I dette afsnit vil vi 
se nærmere på, hvad indeksering er ift. vores database, og hvad det vil gøre for vores 
database at implementere indeksering.  
 
Data på en database er inddelt i såkaldte ​blocks​. Indeksering i en database fungerer som en 
tabel der indeholder data som henviser til hvilken block, som den eftersøgte data befinder 
sig i. Dette gør sortering og søgning af data hurtigere, og mere effektivt i nogle tilfælde. 
 
Man bruger indeksering når man f.eks. vil gennemgå en tabel for at finde den block, som 
indeholder dataen, man søger efter. Ligesom der findes en primær nøgle i en tabel, så 
findes der en søgenøgle ift. indeksering, hvilket er den værdi vi bruger til at søge efter 
blocken af data 
5.3.1) Ordnet indeks 
Et ordnet, eller ​ordered​, indeks er en version af tabellen som er sorteret efter en søgenøgle. 
Hvis vi f.eks. i vores posts­tabel laver et ordnet indeks på user id, så vil det sige, at vores 
indeks består af en sorteret liste af alle værdierne for user id, og peger til de blokke i 
tabellen, som indeholder dette user id. Et ordnet indeks kan være struktureret som et ​dense 
indeks, hvilket betyder at hver indeksværdi indeholder et peg til den første blok som 
indeholder værdien, og de næste blokke med samme værdi vil være at finde sekventielt 
efter. Et ordnet indeks kan også være ​nonclustering​, hvilket betyder for hver indeks værdi er 
der en liste af ​pointere​ som peger på de rækker som indeholder søge nøglen.  
 
Det er en meget regnetung måde at gennemsøge en tabel, for hvis vi har flere rækker og vi 
søger efter et meget højt user id, så skal den kigge alle de foregående rækker i 
indekstabellen igennem før den finder user id’et. 
5.3.2) B+ træ som indeks 
En mere effektiv måde at strukturere et indeks er i et b+ træ, som består af en rod, noder og 
i bunden blade. I træet kan hver node have   antal børn.   er antallet af pointere hver noden n  
har. En node består af søge nøgle værdier og pointere. Noden har   værdier, og   peg.n − 1 n  
Peget før første værdi peger på noden i næste generation, som indeholder   antaln − 1  
søgenøgleværdier som ligger før den søgenøgleværdi, der kommer før peget. Peget efter 
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rodens søge nøgle værdi peger på de   næste søgenøgleværdier, og søgenøgleværdienn − 1  
efter anden pointer er nummer   af træet efter den første søgenøgleværdi. Bladeneybdenn * d  
i træet har   antal peg til tabellen, hvor første peg henviser til blokken i tabellen somn − 1  
indeholder den efterfølgende søgenøgle.  
 
På den måde bliver søgningen mere effektiv og kan via b+ træ indekset gå direkte til den 
blok hvor dataen ligger istedet for at gå flere rækker igennem for at finde blokken. 
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6.0.0) Diskussion 
6.1.0) Diskussion af testing og relaterede arbejdsprocesser 
I henhold med afsnittet om testdrevet udvikling vil vi i dette afsnit starte med at diskutere 
fordelene samt ulemperne ved, henholdvis, en top­down­ og en bottom­up tilgang til testing 
og softwareudvikling, indenfor konteksten af vores projekt og dertil hørende arbjedsproces.  
 
Overordnet set har vi altså disse to forskellige strategier til udvikling, som videre kan 
relateres til softwareudviklingsstrategier generelt; top­down og bottom­up. I konteksten af 
vores opgave kan dette ses fra to perspektiver. I det overordnede perspektiv, som 
omhandler det samlede arbejde med projektet på tværs af sektioner og 
softwarearkitekturslag, ville en top­down tilgang omfatte at begynde med opbygningen af 
front­end, hvor en bottom­up tilgang ville involvere et udgangspunkt i databasen af vores 
back­end og derfor følge vores applikations­​stack​ op, lag for lag, derfra.  
 
Kigger vi på den mere specifikke kontekst, hvor testing i kravspecifikationen især blev 
fremhævet som værende interessant (sektion 2), kunne top­down involvere at tage et 
udgangspunkt i JSON­objekter, og hårdt og konkret fra et use­case­baseret perspektiv 
oprette HTTP­ruter til vores API baseret på disse, og måske endda gå så langt som at 
simulere JSON­objekter, og derfra arbejde sig vej ned mod ADO.NET og Entity Frameworks 
tilgang til dataen. 
 
En bottom­up tilgang i denne forstand kunne være at starte med ADO.NET og Entity 
Framework, og måske uden den store udvælgelse oprette forbindelser fra samtlige af vores 
relationelle tabeller til C#­objekter, og så først senere begynde at gå ind og udvælge og 
frasortere dataen i datatilgangs­ og weblagene baseret på use cases og konkrete 
API­behov. 
 
I arbejdet med vores projekt har vi overvejende anvendt en bottom­up tilgang til vores 
softwareudvikling; i simpel forstand startede vi med at opbygge databasen, hvorefter vi 
opbyggede et datatilgangslag, og slutteligt et præsentationslag.  
 
Denne struktur fulgte vi grundlæggende set grundet projektets iboende sektionsopdeling. 
Det har dog også en række udviklingsmæssige fordele. Havde vi integreret TDD 
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(​Test­Driven Development​), og derved valgt baseret på nytten i forhold til enheds­ og 
integrationstesting, havde det haft den fordel, at vi ville kunne teste den grundlæggende 
funktionalitet i applikationen, altså hvorvidt vi successfuldt havde implementeret 
ADO.NET­kald, og derved fået en dybere forståelse for de såkaldte lavniveau ​utility​­moduler 
af vores kode.  
 
Da en stor del af udfordringen ved det indledende arbejde med sektion 2 netop var den 
grundlæggende forståelse af ADO.NET og Entity Framework, kunne den implicitte 
kodefunktionalitetsdokumentation, som gode tests indebærer, muligvis have hjulpet med at 
skabe en fælles forståelse blandt rapportens forfattere, som kunne være kommet os til nytte 
i den tidligere udformning af sektionens implementation. I stedet ændre vi med en blandet 
tilgang, hvor vi hoppede frem og tilbage mellem at implementere i sektionens top 
(HTTP­kald baseret på use­cases) og bund (Entity Framework kortlægning til databasen), 
hvilket blev lidt af en rodet omgang. 
 
Omvendt kan vi påpege, at den klart definerede struktur både i kravspecifikationerne og 
implementationsrækkefølgen har medført, at vi har haft en rimelig klar forståelse for den 
grundlæggende softwarearkitetur i de forskellige softwarelag af applikationen. Nu var vi 
grundet sektionsstrukturen i en situation, hvor vores back­end var klart defineret, hvorimod 
kravspecifikationerne til vores front­end først blev fremhævet hen mod slutningen af 
projektforløbet. Havde vi derfor startet med udgangspunkt i toppen, havde det haft den 
fordel, at vi havde kunnet iterere tidligere i projektprocessen over front­end funktionalitet 
især, men det havde vi ikke det store behov for. 
 
For slutteligt at perspektivere tilbage til testing igen, er det værd at fremhæve, at et centralt 
mål med testing er at reducere feedback­loopet. Og vores feedback­loop i vores front­end i 
sektion 3 var faktisk relativt kort, da JavaScript og HTML hurtigt kan køre i en browser, 
hvorimod feedback­loopet i sektion 2 var ganske langsomt, da de operationer, der foregår, 
når ASP.NET og ADO.NET skal kalde sine metoder, er ret komputationelt tunge. 
 
En samlet opsummering af denne del af diskussionen findes i konklusionen. 
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6.2.0) Diskussion om search­funktionalitet 
En anden interessant diskussion som er relevant at hive fat i i forhold til vores 
SOVA­applikation, er, hvor meget en søgefunktionalitet ville skulle udvides. En proces for 
udvidelse af søgefunktionalitet kaldet ​Query Expansion​ omhandler nogle teknikker, som 
udviklere kan bruge til at udvide denne, så resultaterne for brugernes søgninger bliver mere 
brugervenlige. (Taget fra: ​https://en.wikipedia.org/wiki/Query_expansion​). 
 
En række af teknikker inden for query expansion: 
● Søgning på ords synonymer så vel som ordet selv 
● Søgning på de forskellige former ord kan tage, altså både i nutid, datid osv. for 
verber, og ental og flertal for substantiver. 
● Rettelse af stavefejl i den string brugeren søger med. 
● Differentiering af vægtning af forskellige søgeord. (Dette blev allerede beskrevet og 
diskuteret i afsnit 4.0.0). 
 
Man kan argumentere for, at en søgning på synonymer af ord så vel som på ordet selv, samt 
søgning på ords forskellige former, når brugeren søger efter det, kan hjælpe med at give 
brugeren flere relevante resultater, uden at brugeren behøver at søge to gange. Problemet 
med dette er dog, at resultaterne bliver mere upræcise når mængden af dem stiger og 
dermed mere irrelevante, som vi kan se i nedenstående citat: 
 
(...)​ a larger recall implicitly causes a decrease in precision, given that factors of 
recall are part of the denominator. It is also inferred that a larger recall negatively 
impacts overall search result quality, given that many users do not want more results 
to comb through, regardless of the precision. 
Taget fra: ​https://en.wikipedia.org/wiki/Query_expansion  
 
Altså er er sådanne udvidelser ikke nødvendigvis optimale til at implementere i 
søgefunktioner. 
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6.3.0) Diskussion om kortlægning 
Når vi kigger på hele vores applikation; hvorfor skal vi så omdanne vores data til objekter via 
en web API, i stedet for at tilgå databasen direkte fra browseren? Kunne vi ikke i stedet for at 
omstrukturere dataen i en kompleks struktur af objekter, blot sende et samlet objekt til 
browseren, som så ville fremvise alt dataen til brugeren? 
 
Når vi sender en forespørgsel til vores web API får vi et JSON­objekt retur, som indeholder 
spørgsmålets egne attributter og referencer til dens relationer. I stedet kunne vi så returnere 
hele objektet med de relaterede objekter. Det ville forårsage, at hver gang vi ønsker at få vist 
et spørgsmål, skulle vi hente en større mængde af data i stedet for at skulle lave en række 
af mindre forespørgsler.  
 
Den store mængde af data i et kald er ikke et problem, hvis vi tilgå applikationen fra en 
bærbar computer med en stabil WIFI­baseret internetforbindelse.  
 
Skulle vi dog videreudivkle og optimere vores applikation til tilgang fra en mobilenhed, hvor 
brugeren potentielt er på en mindre hurtig og stabil forbindelse såsom 3G eller 4G, så giver 
vores nuværende datastruktur af JSON­objekterne bedre mening. Det skyldes, at et brud på 
forbindelsen ikke nødvendigvis ville lægge applikationen ned.  
 
Vi ville kunne optimere vores web API til en mobilapplikation ved at mappe alle 
komponenterne i vores listevisninger til et JSON­objekt, som ikke viser mere indhold end vi 
viser i vores Knockout komponent ​linebody​. Men den nuværende form gør det også muligt 
for os at implementere logik, som hurtigt kan vise et fuldt spørgsmål i samme visning som 
listen, uden at være afhængig af at skulle skabe forbindelse igen.  
 
Går vi tilbage vores kortlægning af databasetabellerne til C#­objekter, ser man også, at vi 
har valgt at implementere flere mindre kald snarere end et stort kald, da vores metoder i 
datatilgangslaget kun henter data om de enkelte objekter, og ikke deres forbindelser, som i 
stedet bliver givet i form af URL’er, der kan returnere den relaterede data. På den måde gør 
vi det også muligt at man kan bruge vores web API til kun at vise et enkeltstående 
spørgsmål uden nødvendigvis at vise information om brugeren, kommentar og svar på 
spørgsmålet.  
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Dette ville også kunne bruges i en mobil app, da der er begrænset plads på displayet. Derfor 
vil det sammenholdt med en ustabil forbindelse give mening at hente så lidt data som muligt, 
og nøjes med at returnere henvisninger til andet data i stedet for at klemme det ind på 
displayet.  
 
Idet vi kortlægger direkte fra tabellen til objekter og i datatilgangslaget ikke inkluderer 
objekternes relationer, gør at databasen ikke behøver at joine tabeller når vi forespørge på 
en liste. 
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7.0.0) Konklusion 
Vi kan konkludere, at skønt vores arbejdsproces gennem projektet har været ekstrem 
lærerig og givende, har vi også oplevet visse udfordringer. Grundet prioriteringer af andre 
aspekter af opgaven, er det ikke lykkedes fuldt at implementere samtlige kravspecifikationer 
til en grad, der har været . Til trods for dette, har vi dog en god forståelse for den 
bagvedliggende teori, og ville være i stand til at videreudvikle systemet (og starte med at 
udvikle fremtidige systemer) ud fra dette nyligt opnåede erfaringsniveau. 
 
Fra diskussionen om testing (og i forlængelse, bottom­up/top­down udviklingsstrategier) kan 
vi udlede, at den største effekt, som testing kunne have haft i vores arbejdsproces, ville have 
været en anvendelse af TDD­baseret bottom­up integrationstesting i starten af sektion 2, 
hvor vi ville kunne anvende tests til hurtig feedback og opnåelse af fælles forståelse for 
funktionaliteten i ADO.NET og Entity Framework. 
 
Yderligere kan vi konkludere at en TF/IDF tilgang til søgefunktionalitet, hvor visse ord bliver 
vægtet højere end andre, ville forbedre vores funktionalitet betydeligt, da det kraftigt ville øge 
relevansen af resultaterne fra en eventuel søgning. Dog er det svært at argumentere for eller 
imod de andre udvidede funktionaliteter, nævnt i afsnit 6.2.0 (Diskussion om 
search­funktionalitet), da vi ikke kunne teste, hvilken effekt de ville have på 
søgeresultaternes mængde og præcision. 
 
Som et utilsigtet følge af vores databasenormalisering er vi endt med en mere atomiseret 
datastruktur, som har medført simplere C#­objekter med færre attributter. Dette har gjort det 
muligt at hente mindre data ad gangen, og dette, i kombination med Knockouts konstante 
opdateringen af dataholdende variabler i vores GUI, gør vores webapplikation mere 
skalerebar.  
 
Denne skalering giver os en fordel ift. at kunne tilpasse applikationen til at kunne køre på 
langsommere og mindre stabile forbindelser (såsom WIFI mod 3G). Det har også gjort det 
muligt at tilpasse den til et bredere spænd af platforme og enhedstyper. 
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