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基于 GPU 的 MD5 高速解密算法的实现 
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摘  要：MD5快速碰撞算法由于不支持逆向过程而无法在MD5密码攻击中得到实际应用。针对上述问题，通过分析基于图形处理单元(GPU)
的 MD5 密码并行攻击算法原理，设计基于 GPU 的 MD5 高速解密算法，在此基础上实现一个 MD5 高速密码攻击系统。测试结果证明，该
算法能有效加快 MD5 密码破解速度。 
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Implementation of MD5 Fast Decryption Algorithm         
Based on Graphic Processing Unit 
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【Abstract】Fast MD5 collision algorithm falls to be used in real application of cracking MD5 password because it does not support reverse 
cracking. According to the issue, by analyzing the principle of MD5 password parallel cracking algorithm based on Graphic Processing Unit(GPU), 
this paper proposes a fast MD5 decryption algorithm based on GPU, and implements a fast MD5 password cracking system. Test result proves that 
the algorithm can accelerate the cracking of MD5 password.  
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1  概述 
最近，文献[1]提出的基于模减差分分析的 MD5[2]碰撞攻
击方法重新引起了广大学者对 MD5 的研究兴趣。然而，由于









2  MD5 算法安全性分析 
一般破解 MD5 需要 3 个基本条件：(1)对于任意 y，找 x，
使得 MD5(x)=y。(2)给定 x1，找 x2，使得 MD5(x1)=MD5(x2)。
(3)找 x1、x2，使得 MD5(x1)=MD5(x2)。任何能够满足上述   
3 个条件之一的方法称为 MD5 破解。目前还没有一个算法能
满足条件(1)。文献[1]给出了符合条件(2)或条件(3)的碰撞算
法，即可以很快找到 2 条信息，使之产生相同的 MD5 散列值。
这种基于碰撞的 MD5 密码破解方法是在知道 x1 的情况下可
以找到 x2，但是 x2 的内容具有不确定性。也就是说，即使
知道了 x1 的内容，仍然无法将 x1 的内容篡改为有意义的 x2，












3  基于 GPU 的 MD5 高速解密算法设计与实现 
3.1  基于 GPU 的 MD5 密码攻击算法 
在传统的 MD5 密码破解中，基于 CPU 的密码遍历是串
行的循环计算过程，因此，其效率和计算速度都非常低。本
文为此提出一种 MD5 密码并行攻击算法。图 1 显示了基于
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图 1  基于 GPU 的 MD5 密码并行攻击算法原理 
3.2  基于 GPU 的 MD5 密码破解系统实现 
基于上述算法原理，本文开发了 GPU 高速 MD5 密码破
解系统。该系统采用 NVIDIA G80 GPU 芯片，软件开发平台
使用 CUDA[6]。其实现过程如下： 
(1)设置 GPU 内核环境变量 




__constant__ unsigned char g_CharSet[255]; 
__constant__ unsigned long g_CharSetLength; 
__constant__ unsigned long g_PasswordLength; 
__constant__ unsigned long g_Md5HashCountr; 
__constant__ unsigned long g_Plain[96]; 
(2)GPU 初始化 
不同的设备具有不同的 GPU 硬件资源，如 GPU 数量、
流处理器数量以及内存大小。为了能够充分利用 GPU 硬件资
源，需要在 GPU 初始化中获取设备的 GPU 内核信息。本文





其中，变量 GPU_N 用来存储当前系统中 GPU 的数量；变量
DeviceProp用来显示GPU内核的相关信息，如流处理器数量、
存储器容量。 
根据已获得的 GPU 硬件信息，为 GPU 内核函数的参数
变量分配相应的 GPU 内存空间，包括已知的 MD5 散列值、
比较结果变量和每轮内核调用中新的密码变量指针： 
cudaMalloc((void**)&d_CompMd5Hash, Md5HashCountr*16 ); 





cudaMemcpyToSymbol(g_CharSet, &CharSet, CharSetLength); 








for i 从 0 到(g_PasswordLength-1){ 
 tmp = p + g_plain[i]; 
 p =取整(tmp/g_CharSetLength); 
 q =取余(tmp/g_CharSetLength); 
 Password[i] = g_CharSet[q];} 
其中，变量 t_id 为 GPU 中的线程 ID 号；g_PasswordLength
为密码的长度；g_plain[i]为密码的第 i 位对应于密码字符集
的指针位置；变量 Password 为线程 t_id 所对应的密码。 
(4)实现 MD5 密码并行攻击算法 




for i 从 0 到 63 
{  if 0≤i≤15    f (data); 
  else if  16≤i≤31    g(data); 
  else if  32≤i≤47    h(data); 
  else if  48≤i≤63    i(data); 
} 
(5)GPU 内核调用 
由于 GPU 的程序是以内核方式运行的，因此需要在 CPU
中调用 GPU 内核函数。与普通的 C 语言函数只执行一次的




其中，crackmd5 为 GPU 内核函数名。参数 block 用于指定内
核的栅格维数和大小，即每个栅格内线程块的数量。为了不
使流处理器组在线程同步过程中出现空闲，设置线程块的数







其中，int 为取整函数。因此，每个 GPU 内核程序的并行线
程总数等于每个线程块的线程数量乘以线程块的数量。内核
函数 crackmd5 的参数 hash 表示已知的 MD5 散列值。 
(6)分析比较及结果输出 
根据第(4)步测试密码的 MD5运算结果及第(5)步 GPU内
核调用中提供的已知 MD5 散列值，GPU 线程通过比较分析
可以判断其测试密码是否为已知 MD5 散列值所对应的密码。
其实现伪代码如下： 
if( data[0-15] = hash[0-15] ) 
  if( data[16-31] = hash[16-31] ) 
    if( data[32-47] = hash[32-47] ) 
      if( data[48-63] = hash[48-63] ) 
           *cracked_password = password;   
3.3  性能测试及分析 
下面对 2 种 MD5 破解系统进行测试和比较分析。在本文
的 MD5 破解系统中，CPU 采用最新的 Intel Core 2 Quad 
Q9300四核中央处理器，内存为 4 GB，操作系为Windows XP。
此外配置了 4 张 GeForce 9800 GX2 的 GPU 显卡。图 2 显示
了 MD5 密码破解速度的比较结果。其中，Core2 Quad Q9300
表示采用 Intel 四核 CPU 的工作站，其 MD5 破解速度为每秒
9.6×106 个密码；4*9800GX2 表示采用本文算法的 GPU 工作 
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用 RSA 算法分别对 512 位的数据进行加密、解密、签名和验
证，测得所需的时间为 0.03 s, 0.16 s, 0.16 s 和 0.02 s。在该认
证机制中，设消息的长度为 512 位，对称密钥算法为 DSA，
不计 DSA 运算时间(DSA 比 RSA 快 100 倍)，完成一次跨域
认证所需的时间大概为 1.1 s，远小于 DAA 认证的时间开销，
有效地减少了跨域认证所需的时间。 
2.5  仿真分析 
本文使用了 Matlab绘制了 2.2 节中信任值公式中 Trust(B


































图 3  Trust(B→A)在不同分配比例下的变化曲线 
假设在正常情况下，域 B 对 TPM 用户的信任值为 0.8，
对域 A 的直接信任值为 0.65，其他域对域 A 的推荐信任值为
0.6。图 3 中的深色区域即为 Trust(B→A)在不同比例下的变
化曲线图。当 α=1 时，Trust(B→A)取得最大值 0.8；当 γ=1
时，Trust(B→A)取得最小值 0.6。所以远程域可以根据侧重
点的不同，动态地调节 α, β, γ的比例，根据 Trust(B→A)的变
化来制定合适的信任阈值。 
图 4为 Trust(B→A)在跨域交互过程中的变化曲线。其中，
α=0.4, β=0.4, γ=0.2，其他域的推荐信任值为 0.6，图 4 中的深
色区域即为该状态下 Trust(B→A)的取值变化范围。随着 T(B
→A)的逐渐增加，在 TPM 用户完全可信时，Trust(B→A)达
到的最大值为 0.92。  
 
图 4  Trust(B→A)在交互过程中的变化曲线 
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站，其 MD5 平均破解速度超过每秒 30 亿个密码，速度是单
CPU 破解服务器的 300 倍以上。 
 
图 2  MD5 密码破解速度比较 
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