Abstract-We report on a computer tutor for the semantics of the Prolog subset of predicate calculus. It gives students statements in English to represent in a single line of Prolog, parses their answers, and compares the parses to the parses of correct answers. The tutor focuses on the correct choice of predicates, variables, and links between expresions. Students seem to learn predicate calculus better using the tutor than with paper and pencil exercises.
Introduction
A variety of computer software helps students learn Boolean algebra and predicate calculus. But these tools heavily emphasize logical correctness instead of semantics (how the notation relates to the real world), and they often do an inadequate job of understanding the reasons that student make mistakes.
Several tutors like [3] provide an introduction to digital electronics including what they call "combinatorial logic", but this is basically low-level circuit design using only Boolean algebra. Other tutors like [5] and [6] are designed for mathematics and philosophy courses and provide proof-checkers for predicate-calculus proofs constructed by students, but neither the exercises nor the skills taught themselves have much real-world relevance. An innovative and different tutor is Tarski's World [2] where semantics is provided by an artificial world of ideal shapes in three dimensions, which students can query and manipulate using logical expressions. This is probably the first logic tutor to have a significant semantic component, but its world is still so artificial that it will hard for students to see how to relate its lessons touseful real-world problems where logical representations are necessary.
We have developed a different kind of computer tutor LOGTUTOR for the semantics of predicate calculus. This intelligent tutor is useful for courses in introductory switching theory, applied logic, and artificial intelligence. By 'htelligent" we mean that the tutor reasons about why the student got the wrong answer and tutors appropriately, as in other 'Intelligent tutoring systems" [ 1, 4, 71, rather than just complaining to the student. The tutor requires the student to provide answers in the syntax of the programming language Prolog, and teaches the subset of predicate calculus supported directly in the syntax of that language [8] . However, it is not truly a programming language tutor since answers must be confined to one line (hence prohibiting loops and most programming constructs), and student errors are usually not in syntax or structure but in the relating of symbols to the real world.
Parsing and interpretation of student i n p t
The tutor is itself written in Quintus Prolog and its source code contains 30,000 symbols. It assigns random problems to students for fourteen modules of six problems each. Each problem asks the student to construct a logical expression. The expression must be written in the syntax of the Prolog to permit compatibility with later programming exercises. The student's input is checked for lexical errors (impermissible characters, unmatched parentheses, and incorrect symbols) and chunked. If any lexical errors are simple enough to be quite certain of the correction, that correction is made. Then if no fatal errors remain, the chunked input is parsed with an augmented-transition network parser. Syntax errors are noted, only some of which are fatal. Parsing also assigns semantics (meanings) to the parts of the student input.
Then the parse of the student's input is compared to a parse of a supplied correct answer (not necessarily the only correct answer), constructed analogously to the comparison of procedures in the METUTOR procedural tutoring systems [9] . The two answers are is recursively parsed and their parts matched. Since the student chooses their own variable names, one of the main challenges is matching the students variables to the tutors variables, which can require significant combinatorial search even when the students answer is correct. A rule-based system with 308 high-level rules analyzes the differences between the parses and assigns the discrepancies to one of 156 different types. The types emphasize semantic distinctions like those between facts and implications, relationships and properties, symptoms and diagnoses, premises and conclusions, predicates and arguments, necessary variables and constants, negative constants and explicit negation, metalogical and logical terms, incorrect argument types, missing conditional probabilities, useless constants, variables unconnected to any others, expressions combined into one, and nonstandard forms of recursion. Specific tutoring strategies are then invoked appropriate to each type. The student must redo the problem until they supply an acceptable answer before they can proceed to the next question. 
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Tutoring methods LOGTUTOR tries to handle all the major errors that college students make in the semantics of its subset of predicate calculus. Most of these have been extracted fiom runs with actual students in a course setting. To handle the variety of errors, the tutor has extensive "mal -rules" [ 101 modeling observed incorrect ways of mlving problems. For instance, one mal-rule says that if the student input has one extra literal than the tutor solution, and the student has an assertion of a variable type not in the tutor solution, and you can replace the variable by the type name in the student input to get something that better matches the tutor input, then the student has an unnecessary variable and unnecessary type assertion. When a student error is found, the student input is corrected if possible and analysis proceeds in an attempt to find further errors. For instance, students often reverse implications and reverse arguments, so reversals are checked for in the process of trying to match student input and the correct answer; if found, the reversal is undone, and parsing and tutoring continues with the modified student input. Similar modification of the studentb answer to a canonical form is done for logically equivalent forms such as commutations of conjunctions and disjunctions (but warning students when they violate Prolog's restrictions on commutivity since this matters later in the course). Significant backtracking and test bindings of variables can be required to match the students and tutorh parses to the appropriate tutoring rule since there are many very -similar errors, but it can all be done within less than a second of real time since one-line student answers are required.
Record-keeping
Students can ask for hints at any time, for which they get told the correct predicate names and the number of predicate expressions required. Detailed records and statistics are recorded on the performance of each student, and a score is assigned to each student on a nonlinear sigmoid scale (with hints entailing a small penalty), so that additional errors matter less when a student has very few or very many errors. Overall statistics on errors are computed to show the instructor where guidance is needed. In the most recent run of 24 students through all 14 tutor modules, we had the following counts on error types (noting that a single bug can flag more than one of these): 19-inverse number used 17-"append" bindings wrong 15-mischosen predicate name: part-of 14-decimal needs a first zero 14-unnecessary variable 13-wrong number 13-hyphen for underscore 13-more than two arguments 12-constant needs to be split 12-missing rule strength 11-fact confused with query 11-second argument must be list 11-negative constant for probability 11-first argument cannot be list 10-bar symbol cannot be used 10-missing negation 10-needs three arguments 9-mischosen predicate name: a-kind-of 11-wrongly capitalized 7-fact not rule 7-negation predicate not allowed 7-inconsistent argument position 7-invalid character 7-avoid negative constants 7-extra expression 6-wrong combination 9-gap between predicate and arguments 6-extra expressions 6-second argument must be a list 6-product not "andcombine" 
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12~3-2 6-missing right parenthesis 7-parenthesized expression 5-"append" needs a variable 5-misused apostrophe 4-missing comma or semicolon 4-missing inverse 4-redundancy in constant 4-mischosen predicate name: color 4-unneeded negation 4-space not underscore 4-number not specific 4-incorrect negation symbol 3-mischosen predicate name: rating 3-negative constant 3-equ6lity by is 3-missing comma 3-unnecessarily bracketed 2-unnecessary prefix: a 2-type predicate 2-negative conclusion 2-embedded expression 2-diagnosis not symptom 2-collapsed expressions 2-mischosen predicate name: product 2-third argument must be list 2-probability constant needed 2-probability calculation needed Z-"diagnosis" has one argument Z-"append" split not merge 2 -" and c omb i ne " p 1 u s product 2-extra comma 2-negated argument 2-second argument must be list 2-"symptom" has one argument 1-mischosen predicate name: inverse 1-wrong combination 1-rule confused with query 1-mischosen predicate name: before 1-wrong number 1-third argument must be list 1-symptom not diagnosis 1-redundant type assertion 1-negation with probability 1-missing rule strength 1-query confused with rule 1-unnecessary prefix: something 1-unnecessary prefix: it 1-unnecessary prefix: cs 1-missing inverse 1-incorrect query 1-brackets for parentheses 1-backward symbol 1-rule not fact 1-negation for zero probability 1-"member" not "append" 1-"append" merge not split 1-"andcombine" not product 1-incorrect implication symbol 1-first two arguments reversed 1-equality not allowed
Testing
Tests show that students learn significantly better using the tutor than with traditional paper-and-pencil exercises. Scores on the subsequent test focusing mostly on predicate calculus went from an average of 75.8% for 93 students in 1995-1997 to 87.7% for 58 students in 1998. Alternative explanations are that students were drilled more using the tutor than they could be with paper-and-pencil exercises, and there is undoubtedly a novelty effect in using the tutor, but the improvement is still considerable. Students still occasionally get frustrated when they cannot find a solution even with hints; the continued addition of mal-rules should reduce this.
Demonstration
The best way to understand the tutor is to see a demonstration. Here is an excerpt from a longer session, with some lines broken to enhance readability. The '?-"and The first example shows a student learning how to split a composite concept into logical pieces.
Write as a query: "What color is Tom's car?" (Allowed predicates: ra-kind-05 part-05 before, owns, color, material]). Type your solution (or "info", "hint", "quit 'j):
?-color(tomscar, 4.
Constant should be split into pieces: toms-car Try again.
?-color(car, tom), color(car, 3.
"color" ir used inappropriately: color(car, tom) Try again.
?-color(car, 4, owns(tom, 4.

A variable here should be a constant: owns(tom, Y)
Something is wrong in this expression: color(car, 4
Try again.
?-color(car, C), owns(tom, car). You need an a-kind-of with variable as first arg and this
Try again. ?-color(' C), owns(tom, 4, a-kind-of(' car). I accept that (with any corrections mentioned). second arg: car
The next example shows a student choosing incorrect predicate names, and having trouble expressing negation and, determining the correct direction of inference.
Write as a rule: "Anything is good that has no parts. " (Allowed predicates: [a-kind-oj part-05 before, owns, color, rating]). Type your solution (or "info", "hint': "quit'j):
I: owns(' noqarts) : -rating(' good).
The predicate name for the conclusion is wrong: owns Try again.
I: part-of(X noqarts) : -rating(' good).
The predicate name for the conclusion is wrong: part-of Try again. 
I : rating(' good) : -part-of(x noqarts
I accept that (with any corrections mentioned).
This example shows a student omitting a variable and then using a mistaken one (which should have been a constant). 
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I : owns(X T) : -part-of(X, r), ownsfl, T).
Left side looks acceptable ....
Arguments should be reversed: part-of& r ) I accept that (with any corrections mentioned).
This example shows handling of list-processing predicates. The tutor checks type consistency of each argument to these specialized predicates and comments on the most obvious problems first. 
Write as a query:
I accept that (with any corrections mentioned).
