Feature selection is one of the most fundamental problems in machine learning and has drawn increasing attention due to high-dimensional data sets emerging from different fields like bioinformatics. For feature selection, filter methods play an important role, since they can be combined with any machine learning model and can heavily reduce run time of machine learning algorithms. The aim of the analyses is to review how different filter methods work, to compare their performance with respect to both run time and predictive accuracy, and to provide guidance for applications. Based on 16 highdimensional classification data sets, 22 filter methods are analyzed with respect to run time and accuracy when combined with a classification method. It is concluded that there is no group of filter methods that always outperforms all other methods, but recommendations on filter methods that perform well on many of the data sets are made. Also, groups of filters that are similar with respect to the order in which they rank the features are found. For the analyses, the R machine learning package mlr is used. It provides a uniform programming API and therefore is a convenient tool to conduct feature selection using filter methods.
Introduction
Feature selection has become increasingly important for data analysis, machine learning, and data mining. Especially for high-dimensional data sets, it is necessary to filter out the irrelevant and redundant features by choosing a suitable subset of relevant features in order to avoid over-fitting and tackle the curse of dimensionality. With respect to data sets from the bioinformatics domain, feature selection often allows identifying the features that are important for biological processes of interest.
When fitting a statistical model for such high-dimensional data sets, one needs to decide first which feature selection method to use. As many of them exist, this is not an easy decision. Regarding the comparison of different methods, benchmark studies have gained increasing attention in the machine learning community (Fernández-Delgado et al., 2014) .
In this paper, we benchmark state-of-the-art feature selection techniques on high-dimensional data sets. We compare 22 filter methods from different toolboxes on 16 high-dimensional classification data sets from various domains. We investigate which methods select the features of a data set in a similar order. Additionally, we search for optimal methods ✩ The R source code for the analyses of this article is publicly available at https://github.com/bommert/filter-benchmark-paper. with respect to predictive accuracy and run time. The results of our analyses show three groups of similar filter methods as well as several filter methods that are not very similar to any other filter method. Some of the filter methods seem to work better than others, but which filter methods perform best depends on the data set. There is no one-fits-all solution, but some recommendations can be made on the choice of filter methods.
In the past decades, many feature selection methods have been proposed. The methods can be categorized into three classes (Guyon and Elisseeff, 2003) : Filter methods rank features by calculating a score for each feature independent of a model. Either the m features with the highest scores or all the features whose scores exceed a threshold τ are selected (with m ∈ N or τ ∈ R being pre-specified). For many filter methods, the score calculation can be done in parallel. Lazar et al. (2012) give an extensive overview of existing filter methods. Wrapper methods (Kohavi and John, 1997) consider subsets of the set of all features. For each of the subsets, a supervised learning (e.g. classification) model is fitted. The subsets are evaluated by a performance measure calculated on the resulting model (e.g. classification accuracy). Wrapper methods include simple approaches like greedy sequential searches (Kittler, 1978) , but also more elaborate algorithms like recursive feature elimination (Huang et al., 2018) as well as evolutionary and swarm intelligence algorithms for feature selection (Yang and Honavar, 1998; Xue et al., 2016; Brezočnik et al., 2018) . Embedded methods include the feature selection in the model fitting process. Examples for predictive methods that perform embedded feature selection are Lasso regression (Tibshirani, 1996) , tree based methods like classification and regression trees (Breiman et al., 1984) or random forests (Breiman, 2001) , and gradient boosting (Biau et al., 2019) . There are many overview papers that describe in detail, categorize, and suggest how to evaluate existing feature selection methods, e.g. Guyon and Elisseeff (2003) , Liu and Yu (2005) , Saeys et al. (2007) , Tang et al. (2014) , Chandrashekar and Sahin (2014) , Hira and Gillies (2015) , Jović et al. (2015) , Li et al. (2018) , Cai et al. (2018) and Venkatesh and Anuradha (2019) .
There are also several papers in which feature selection methods are compared. In many of these, the feature selection methods are combined with classification methods in order to assess the predictive performance of the selected features. Liu et al. (2002) compare filter methods based on two gene expression data sets, counting the number of misclassified samples. Bolón-Canedo et al. (2013) analyze the classification accuracy of different filter, wrapper, and embedded methods on several artificial data sets. Bolón-Canedo et al. (2014) and Inza et al. (2004) compare filter methods with respect to classification accuracy based on microarray data sets. Forman (2003) and Aphinyanaphongs et al. (2014) conduct extensive comparisons based on text classification data sets. They analyze filter and wrapper methods, respectively. Darshan and Jaidhar (2018) compare filter methods with respect to classification accuracy on malware detection data. Liu (2004) and Peng et al. (2005) study filter methods on large data sets, analyzing the predictive accuracy with respect to the number of features to be chosen. Dash and Liu (1997) and Sánchez-Maroño et al. (2007) use small artificial data sets to assess whether the correct features are chosen. Dash and Liu (1997) compare different feature selection methods while Sánchez-Maroño et al. (2007) consider filter methods only. Wah et al. (2018) compare filter and wrapper methods on large simulated data sets with respect to the correctness of the chosen features. Additionally, they conduct comparisons with respect to classification accuracy on real data sets. Xue et al. (2015) comprehensively compare filter and wrapper methods with respect to classification accuracy and run time, considering each of the two objectives separately. Most of the data sets on which the comparison is based contain a small or medium number of features.
In some papers, only filter methods whose scores are based on similar concepts are compared. Both Meyer et al. (2008) and Brown et al. (2012) compare several filter methods that are based on mutual information. Meyer et al. (2008) analyze the accuracy and the run time of the methods separately. Additionally, they take into account theoretical properties and look at the percentages of correctly identified features on artificial data. Brown et al. (2012) assess the similarity of the filter methods with respect to feature subsets of size 10. Moreover, they analyze the classification accuracy with respect to the number of chosen features and search for Pareto optimal methods considering the accuracy and feature selection stability. Hall (1999) conducts an extensive study of correlation based feature selection. The author analyzes the classification accuracy based on real data sets as well as the choosing of relevant or irrelevant features based on artificial data sets.
Several authors introduce new feature selection methods and compare them in a benchmark study to competing approaches. Zhu et al. (2007) and Mohtashami and Eftekhari (2019) present new wrapper methods. The comparisons they conduct for the new methods also include filter methods. The authors assess the classification accuracy of the methods on several data sets. Zhu et al. (2007) also consider the number of features for which the best performance is achieved. Liu (2004), Fleuret (2004) , and Ke et al. (2018) present new filter methods and conduct a comparison of their new methods with established feature selection methods. All of them consider the classification accuracy of the feature selection methods and the run time separately. Hoque et al. (2018) develop an ensemble filter method that aggregates the scores of several filter methods and compare it to the single filter methods. They compare the methods with respect to classification accuracy considering both small and high-dimensional data sets. Ghosh et al. (2019) create an ensemble filter method for guiding an evolutionary algorithm. This algorithm is compared to evolutionary algorithms guided by single filter methods with respect to classification accuracy. The comparison is based on high-dimensional data sets and small numbers of features to be chosen.
None of the above studies conduct an extensive comparison of feature selection methods on high-dimensional data with respect to both accuracy and run time jointly. However, for the analysis of high-dimensional data sets it is crucial to know which feature selection methods are suitable. For high-dimensional data, it is necessary to perform feature selection. Also, it is more difficult to perform feature selection than for low-dimensional data. The decision on which features should be selected is more complicated due to the curse of dimensionality. Moreover, the feature selection method must be fast to compute because of the large number of features.
In this work, we compare 22 filter methods on high-dimensional classification data sets. The filter methods compared by us are representatives of the most prominent general concepts for filter methods. These classes of filter methods are univariate statistical tests, univariate predictive performance indicators, feature variance, random forest importance and information theoretic measures. We use the R package mlr as a basis for our experiments. mlr is a comprehensive package for machine learning and a standard in the R community. It provides a unified platform that can also be used to concatenate filter methods with predictive methods. All of the compared filter methods have been integrated into mlr and are ready to use. We focus on the comparison of filter methods based on the following considerations. Most wrapper methods, evolutionary feature selection algorithms and recursive feature elimination methods are computationally infeasible for high-dimensional data sets. Embedded methods require that a certain predictive model is used. Most filter methods, however, are fast to calculate and can be combined with any kind of predictive method, even methods with embedded feature selection, see Bommert et al. (2017) . We extensively compare different toolboxes with filter methods available in R (R Core Team, 2017). To the best of our knowledge, our approaches of considering the accuracy and the run time jointly as well as considering the similarity of the ranking of all features have not been analyzed yet by researchers in a filter comparison study.
The remainder of this paper is organized as follows: In Section 2, we explain a variety of filter methods. In Section 3, we describe the setup of the experiments we conduct to compare the filter methods and analyze their results. Section 3.3 investigates the similarity of the filter methods based on the feature ranking for several data sets and on their scaling behavior. In Section 3.4, we search for optimal filter methods with respect to predictive accuracy and run time. Section 4 contains a summary and the conclusions of our work.
Filter methods
All filter methods described in this section are applicable for classification data sets with numeric features. Some of the methods also work for categorical features. We present two kinds of filter methods: Most filter methods calculate a score for all features and then select the features with the highest scores. Some filter methods, however, select features iteratively in a greedy forward fashion. For these filters, in each iteration the feature with the maximal score is selected but the scores of different iterations are not comparable. Notation-wise, we consider a data set with n instances of the p features X 1 , . . . , X p and class variable Y . The filter methods in Sections 2.1-2.3 are univariate, i.e. they do not consider interactions between the p features. Most of the filter methods in Sections 2.4 and 2.5 are multivariate.
Univariate statistical tests
Filter anova.test performs for each feature an analysis of variance where the class variable is explained by the feature. The value of the F statistic is used as the score. The higher the F statistic, the more different are the mean values of the corresponding feature between the classes. For each feature X k , the filter score is defined as
where l denotes the number of classes of Y and x
ij is the mean value of X k in class i andx (k)
ij is the mean value of X k of all instances in the data set (Rasch et al., 2011, pp. 241 ff.) .
Both filters limma and sam perform a moderated version of the F test. The basic idea of both approaches is to stabilize the estimation of the variance by using information about the variation of all features. For limma, this is done with a linear regression model (Smyth, 2004) . For sam, the observed statistics are compared to the expected values of the statistics based on permutations (Tusher et al., 2001) . Both methods are popular for gene expression data analysis. For more details about the two methods, the interested reader is referred to Smyth (2004) and Tusher et al. (2001) .
Filter kruskal.test applies for each feature a Kruskal-Wallis rank sum test which is the non-parametric equivalent of the analysis of variance. Analogously, the test statistic is used as the filter score and higher values of this test statistic mean that the values of the corresponding feature differ more between the classes. The filter score for feature X k is
where n i denotes the number of instances in class i, i ∈ {1, . . . , l}, and R (k)
is the sum of the ranks of the observations of X k belonging to class i among all observed values for X k (Kruskal and Wallis, 1952) .
Filter chi.squared performs for each feature a χ 2 test of independence between a dichotomized transformation of this feature and the class variable. The value of the χ 2 statistic is used as the score
ij denotes the observed number of instances with class i, i ∈ {1, . . . , l}, and a value of X k of the jth category, j ∈ {1, . . . , s}.
ij is the expected number of instances with class i and a value of X k of the jth category under the assumption of independence (Rasch et al., 2011, pp. 221) . The higher the value of the χ 2 statistic, the higher the dependency between the corresponding feature and the class variable. To calculate this test, continuous features have to be discretized. For the implementation in the toolbox FSelector (Romanski and Kotthoff, 2016) , this is done with the MDL method, see Section 2.6.
Univariate predictive performance
The score of the auc filter represents the classification accuracy when each feature is used directly and separately for class prediction. For each feature X k , the following prediction rule for the class variable Y is used:
I denoting the indicator function. The receiver operating curve displays the sensitivity and specificity of a classification rule for all choices of a threshold c, see Sammut and Webb (2011) . The area under the receiver operating curve (AUC) of the classification ruleŶ = I [c,∞) (X k ) is used to measure how well X k separates the target variable. An AUC value of 1 means that there is a threshold c for which the prediction rule is perfectly accurate. The value 0 indicates that there is a threshold c for which the rule predicts all labels wrongly which implies that X k can achieve perfect classification with the ruleŶ = I (−∞,c) (X k ). A value of 0.5 is the worst possible in this application. The value 0.5 is attained, e.g. when the feature and the class variable are independent. Therefore,
where AUC is calculated for the classification ruleŶ = I [c,∞) (X k ), is used as the AUC filter score. This filter is only applicable for two-class data sets. The idea of the simple association rule filter oneR (Romanski and Kotthoff, 2016) is to predict the class based on the value of a single feature. For this, continuous features have to be discretized in advance. For the implementation in the toolbox FSelector (Romanski and Kotthoff, 2016) , this is done using the MDL method, see Section 2.6. The score of a feature X k is calculated in the following way: Let V (k) denote the set of possible values for feature X k . Also, for each value v ∈ V (k) , let n (k) vi denote the number of instances with X k = v and class i, i ∈ {1, . . . , l}. A simple classification rule for instances with X k = v is predicting the class i with the highest count n (k) vi . The proportion of correctly classified instances by this rule without conducting any resampling is used as filter score:
The higher the accuracy of the rule, the more the feature X k is considered as suitable for univariate class prediction. Filter univariate.model.score (Bischl et al., 2016) fits a model for each feature in which only this feature is used to predict the class variable. Based on these models, the predictive performance of all features is assessed and the resulting filter score is J univariate.model.score (X k ) = accuracy of univariate predictive model that only uses X k .
The implementation in mlr (Bischl et al., 2016) uses per default a classification tree with default hyper parameters (Therneau et al., 2017) , measures the predictive performance by the accuracy (see Section 2.9) and performs a train-test split with ratio 2:1 in order to avoid overestimation of the accuracy. These specifications can be changed.
Variance
The variance filter uses the variance of a feature as its score
x (k) i , i ∈ 1, . . . , n, denote the observed values of feature X k . The idea of this filter is to get rid of features that only consist of noise and therefore have very little variation. This filter only makes sense for data where the features are measured on the same scale and have not been scaled to unit variance.
Random forest importance
Random forests are bagging ensembles with trees as base learners (Izenman, 2013, pp. 536 ff.) . There are two popular ways of measuring feature importance based on a random forest: permutation importance and impurity importance. To calculate the permutation importance, the out of bag (oob) instances for each tree, i.e. the instances that were not used for fitting this tree, are considered. For the oob instances of each tree, feature X k is permuted. Then the permuted instances are classified by the corresponding trees. The resulting classification accuracy (see Section 2.9) is compared to the classification accuracy without permuting feature X k . The score of a permutation importance filter is the decrease in classification accuracy from original oob instances to permuted instances (Izenman, 2013, pp. 542 ff.) . Features that are important for class prediction cause a large decrease in accuracy as their relevant information is not available when the feature is permuted. Filter cforest.importance is a permutation importance filter of a random forest with conditional inference trees as base learners. Filter permutation is a permutation importance filter for a forest of classification trees.
J permutation (X k ) = J cforest.importance (X k ) = accuracy for original oob instances − accuracy for oob instances with permuted values of X k .
Filter impurity considers the node impurities of the trees. A node containing only instances of one class is called pure, a node with many instances of different classes is considered as impure. For each node in each tree of the forest, the impurity -before and after the split is made -is measured. This can be done for example with the Gini index. The filter score of feature X k is the mean decrease in impurity due to the splits based on X k (Izenman, 2013, pp. 542 
with N (k) denoting the set of nodes in the random forest in which a split based on X k is made. A feature that is important for class prediction causes on average large decreases in impurity.
Mutual information
Let X and Y be two discrete variables with respective (empirical) probability mass function p. Then the entropy of Y is defined as
and the conditional entropy of Y given X is given by
) .
The entropy measures the uncertainty of the variable. When all possible values occur with about the same probability, the entropy is high. If the probabilities of occurrence are very different from each other, the entropy is low. The mutual information of two variables is defined as
It can be interpreted as the decrease in uncertainty about Y conditional on knowing X . Considering the symmetry property I(Y ; X ) = I(X ; Y ) it can also be seen as the amount of information shared by X and Y . There exist several filter methods that are based on this mutual information, see Hall (1999) and Brown et al. (2012) for more information.
Continuous features have to be discretized before applying these filters. In the following, we describe filters from two different toolboxes, which calculate similar scores but differ in the way they discretize the features. The filters from the toolbox FSelectorRcpp (Zawadzki and Kosinski, 2017) use the MDL method for discretization, while the filters from the toolbox praznik (Kursa, 2018) perform a discretization into equally spaced intervals. For both discretization methods see Section 2.6. Filter info.gain (Zawadzki and Kosinski, 2017) uses
the reduction of uncertainty about the class variable Y due to feature X k , as the score for this feature. The score of filter gain.ratio (Zawadzki and Kosinski, 2017) is
the ratio of the mutual information and the entropy of feature X k . Out of two features with the same information about Y , this filter favors the feature with the smaller entropy, e.g. the feature that attains less different values. The reason for dividing by the entropy is to balance out the bias of the mutual information towards selecting features that take on many different values like credit card numbers or similar. For filter sym.uncert (Zawadzki and Kosinski, 2017) , the score
is used. This score also reduces the bias towards features with many values and additionally normalizes it to the range [0,1].
Filter MIM (Kursa, 2018) ranks all features according to the information they share with the target variable Y
This is the same score that filter info.gain uses as well. However, the filters differ in the way they discretize the features.
The following filter methods calculate the scores of all features iteratively. Thus, the features are selected in a greedy forward manner. Let S denote the set of already chosen features. S is initialized as
In each iteration, the feature that maximizes the respective score is added to S. Filter MRMR (Kursa, 2018) uses the score
The term I(Y ; X k ) measures the relevance of the feature by the information this feature has about Y . The term 1 |S| ∑ X j ∈S I(X k ; X j ) judges its redundancy by assessing the mean information that the feature shares with the features in S. The idea is to find maximally relevant and minimally redundant (MRMR) features. For filter JMI (Kursa, 2018) , the score
is employed. I(Y ; X k , X j ) is the amount of information about Y that X k and X j provide jointly. This quantity can be calculated by using the multivariate variable X = (X k , X j ) ′ in the definition of mutual information in Eq. (12). The idea of this score is to include features that are complementary to the already chosen features.
Filter JMIM (Kursa, 2018 ) is a modification of filter JMI. The score
considers the minimal joint information over all already selected features instead of the sum. For filter DISR (Kursa, 2018) , the score
is used. Like JMI, it uses the information about Y provided jointly by X k and X j . But additionally, this information is divided by the joint entropy of Y , X k and X j . To obtain this entropy, consider the multivariate variableỸ = (Y , X k , X j ) ′ and plug it into the above definition of the entropy in Eq. (10). The reason for dividing by the entropy is to avoid selecting features that e.g. attain many different values, see filter gain.ratio.
Filter NJMIM (Kursa, 2018 ) is a modification of filter DISR. Its score
considers the minimal relative joint information over all already selected features instead of the sum. Filter CMIM (Kursa, 2018) has the score
It uses the conditional mutual information
that can be interpreted as the difference in uncertainty about Y before and after X k is known, while X j is known anyway. The idea is to select features that provide much information about the class variable, given the information of the already selected features.
Discretization
Fayyad and Irani (1993) define the minimal description length (MDL) discretization method for continuous features. Their discretization method works recursively: A feature is split at an optimal cut point into two categories. Then, these categories are split recursively until a stopping condition is reached. Let a 1 < · · · < a m denote the values of the feature to be discretized. Then the points that are considered as cut points are 1 2 (a 1 + a 2 ) , . . . , 1 2 (a m−1 + a m ). The criterion for determining which of these cut points is optimal is the difference in entropy of the class variable before and after the split. The cut point with the greatest decrease in entropy is considered the best cut point. However, this split is only made if the decrease in entropy exceeds a boundary. This boundary is chosen such that the decrease in entropy is greater than the boundary if and only if the costs of performing the split are lower than the costs of not performing it. The costs are assessed by the minimal description length, which is an information theoretic measure. For details and formulas see Fayyad and Irani (1993) . Not carrying out a split because of falling below the boundary works as stopping condition.
When all recursions have stopped, some cut pointsã 1 < · · · <ã k are selected. The feature is then discretized into the categories (−∞,ã 1 ], (ã 1 ,ã 2 ], . . . , (ã k , ∞). Note that this method discretizes all values of a feature into one single category if the best cut point does not cause enough decrease in entropy.
A different method to discretize a numeric feature is to simply cut the range of values into q equally spaced intervals and use these intervals as categories. The number of intervals is determined as
where n is the number observations in the data set (Kursa, 2018) . Table 1 gives an overview of all considered filter methods. If the target variable can be of type multi-class, also binary class variables are allowed. If categorical features are required, numeric features can be used as well. They are automatically discretized by the filter methods. All filter methods are available in the machine learning R package mlr (Bischl et al., 2016) . If for the implementation in mlr other R packages are used, they are indicated.
Overview of all considered filter methods

Stability of feature selection
The stability of feature selection is defined as the robustness of the set of selected features with respect to different training data sets drawn from the same distribution (Kalousis et al., 2007) . To quantify stability, stability measures are used. The stability measure that performs best both in theoretical (Nogueira and Brown, 2016) and in empirical (Bommert et al., 2017) comparisons is the Pearson correlation SC :
Assume that there is a data set containing n observations of the p features X 1 , . . . , X p . Resampling is used to split the data set into m subsets. The feature selection method is then applied to each of the m subsets. Let V i ⊂ {X 1 , . . . , X p }, i = 1, . . . , m, denote the set of chosen features for the ith subset of the data set. For each set of selected features V i the vector z i ∈ {0, 1} p is defined to indicate which features are chosen. The jth component of z i is equal to 1 iff V i contains X j , i.e. z ij = I V i (X j ), j = 1, . . . , p. The resulting stability measure is
with Cor(z i , z j ) denoting the Pearson correlation between z i and z j (Nogueira and Brown, 2016) . The Pearson correlation measures the linear association between continuous variables. When applied to binary data like the vectors z 1 , . . . , z m , the Pearson correlation is equivalent to the φ-coefficient for the contingency table of each two of these vectors (Rasch et al., 2011, pp. 339 f.) . SC takes on values in the interval [−1, 1]. A value of 1 means maximal stability, 0 indicates that the feature selection method is as stable as a random feature selection.
Assessment of predictive performance
To evaluate the predictive performance of a classification method on a binary classification data set, the accuracy is defined as accuracy = number of correctly classified instances number of all classified instances .
The accuracy takes on values in the interval [0, 1]. The higher the accuracy, the better the predictive performance of the classification method. 
Experiments and results
In this section, we conduct and evaluate experiments to compare and to benchmark the filter methods described in Section 2. In Section 3.1, all data sets and their properties are given. Section 3.2 provides information about the classification methods used in the experiments. In Sections 3.3 and 3.4, we explain the setup of the experiments and analyze their results in detail. We perform two analyses. The first analysis in Section 3.3 aims to find out which filter methods are similar with respect to feature ranking. We also compare the scaling behavior of the filter methods. In the second analysis in Section 3.4, we investigate the performance of the filter methods with respect to classification accuracy and run time.
Data sets
For our analyses, we use 16 large classification data sets from various domains. Information about these data sets is displayed in Table 2 . The selected data sets are from OpenML (Vanschoren et al., 2013; Casalicchio et al., 2017) and the R package datamicroarray (Ramey, 2016) . The data sets from OpenML have been selected according to the following criteria: They have exactly two classes, at least 250 features, more instances than features and they have no missing values or nominal features (binary features are converted to numeric features). Also, the smaller class should consist of at least 3% of the instances. For run time reasons, the product of the number of features and the number of instances should not exceed 100 000 000.
The data sets from the R package datamicroarray are high-dimensional data sets and contain more features than instances. We use data sets with two classes and create two-class data sets out of the data sets with more classes by selecting only the instances that belong to one of the two largest classes. We only take into account resulting data sets with at least 100 instances and without missing values. For the data sets burczynski, chowdary, and tian we perform a log(x + 1) transformation to normalize the features. The other microarray data sets in Table 2 are already normalized. We omit all data sets where a normalization seems to be necessary, but for which the usual log(x + 1) transformation is not possible due to negative values. Constant features are removed from all data sets.
The data sets contain 299 to 22 283 features and 101 to 7000 instances. The class imbalance reaches from 0.50 (perfect balance) to 0.96 (data set consists almost only of instances of the larger class).
Classification methods
We employ three classification methods to determine the predictive performance of subsets of features selected by a filter method. We choose specifically these classification methods because they are popular methods that do not perform embedded feature selection. This is important for judging the direct impact of the filter on prediction performance, not in combination with the subsequent classification algorithm that might perform an additional embedded feature selection. There are other state-of-the-art methods for feature selection like Lasso regression, but in this study we focus on filter methods. Also, for very high-dimensional data sets (several hundred thousand features) these methods may need to be applied to a pre-filtered data set in order to achieve acceptable run time or memory consumption. Table 3 displays the names of the methods, the corresponding hyper parameters that must be set and the R package from which the implementation is taken.
k Nearest Neighbors classifies a new instance by a majority vote of the k closest instances (Larose and Larose, 2014, pp. 149 ff.). In order to obtain an ordinary unweighted KNN method, we have to set the parameter kernel to rectangular. Logistic Ridge Regression is logistic regression combined with a ridge penalty (Izenman, 2013, pp. 150 ff.) . The ridge parameter λ balances the goodness of fit (log likelihood) and the size of the regression parameters. For λ = 0 this is ordinary logistic regression without the ridge penalty. If there are more features than instances in a data set or if there is a hyperplane in feature space which perfectly separates the two classes, λ = 0 is not feasible. Large values of λ cause all regression coefficients to be shrunken towards 0. Support Vector Machines use the hyperplane in feature space that is optimal with respect to the maximum margin principle as decision boundary. Kernel functions are used to change the shape of the hyperplane into something nonlinear (Izenman, 2013, pp. 369 ff.) . We use Support Vector Machines with RBF kernel. There are two hyper parameters:
the regularization parameter C and the kernel width parameter σ .
Similarity of the filter methods
Feature ranking
The goal of this analysis is finding out which filter methods are similar with respect to feature ranking. The question behind this analysis is if the filter methods can be grouped into sets with similar behavior and if these groups contain redundant information such that some members of each group can be neglected. For each data set, we compute the filter scores for all features. For the iterative praznik filters, we assess the selection order instead of the filter scores because the scores of different iterations are not comparable.
To assess the similarity of the filter methods, we compare the orders in which they select features. For each data set and each filter method, we determine the selection order of all features. Then we compute the rank correlation between the orders of all pairs of filter methods. This calculation is performed separately for each data set. The results are displayed in Section 1 of the supplementary material. To draw conclusions based on all data sets, we average the results for all data sets with the arithmetic mean. Fig. 1 displays the mean rank correlations between all pairs of filter methods. The higher the rank correlation between two filter methods, the more similar they are. Fig. 1 shows three groups of similar filter methods. The first group consists of 6 out of the 7 praznik filters. The second group is formed by the filters kruskal.test, auc, limma, anova.test, and sam. The third group contains the filters info.gain, chi.squared, sym.uncert, oneR, and gain.ratio from the toolboxes FSelector and FSelectorRcpp. The other filter methods are not similar to any other filter method.
The average similarity value in is 0. (Hanley and McNeil, 1982) .
Considering the group of similar praznik filters, it appears plausible that they select features in a similar order because their scores are all based on mutual information. Within this group, JMI and JMIM as well as DISR and NJMIM are especially similar to each other. This makes sense as the scores are modified versions of each other, see Section 2. The filter MRMR comes from the same toolbox, but does not appear to be very similar to the other praznik filters. In contrast to the other praznik filters, MRMR also considers mutual information between features, see Section 2.
MIM and info.gain use the same score. However, the different discretization methods used by the two toolboxes cause an average rank correlation of only 0.6290 between the two filter methods. The filters from the toolboxes FSelector and FSelectorRcpp use different filter criteria but all employ the same discretization method. This makes it seem likely that the similarity of these filter methods is due to the same discretization method.
Considering the ranger toolbox, the filters impurity and permutation are not very similar (mean rank correlation 0.4582). Although both of them use a random forest to assess the feature importances, the resulting feature rankings are quite different on average.
All of the previous analyses are based on the aggregated rank correlations. A brief analysis of the plots in Section 1 of the supplementary shows that the similarity structure displayed in Fig. 1 does not represent the similarity structure for all single data sets. Instead, there are mainly two groups of data sets. The first group contains the high-dimensional data sets from the R package datamicroarray and some other data sets. The second group is formed by data sets from various domains. In the first group, the similarity structure strongly resembles the one in Fig. 1 . In the other group, most filter methods select the features in a similar order. There are only few filter methods that are not similar to the other methods, and these methods differ between the data sets of the second group.
For deciding which of the filter methods in the groups of similar filters can be neglected, we refer to the analysis in Section 3.4 where the filter methods are compared with respect to their performance.
Run times
A similarity analysis of the filter methods with respect to their run times and scaling behaviors can be found in Section 3 of the supplementary material.
Optimal filter methods
In this analysis, we investigate the performance of the filter methods with respect to predictive performance and run time.
Setup
To determine the predictive performance of the features chosen by the filter methods, we combine each filter method from Section 2 with a selected classification method from Section 3.2. The combined methods first apply the filter, choosing a given percentage of features, and then learn the classification rule using only the remaining features.
To ensure a fair comparison of the filter methods, we compare the performances of the filters with the best classifier and the best hyper parameter settings we found. More precisely, for each filter method and each data set, we tune the classification part and the percentage of features to be chosen simultaneously. We consider the classification method as a hyper parameter as well, which gives us a hierarchical search space. Possible configurations of this search space are for example (12% of features, KNN, k = 7) or (94% of features, SVM, C = 2 −1.3 , σ = 2 13.28 ). We allow percentages of features to be chosen in the range [0%, 100%]. The ranges of the classification hyper parameters are given in Table 3 . To find the best configuration, we conduct a random search with budget 100. To obtain unbiased estimates of the performances of the filters, we perform nested cross-validation with 10 outer and 10 inner iterations (Bischl et al., 2012) . We make sure that the considered configurations are identical for all filter methods on the same data set in the same outer iteration, in order not to favor any filter method because it happens to be evaluated in combination with better configurations. Also, all filter methods use the same cross-validation splits. The experiments are conducted on a high performance compute cluster in a randomized order using the R package batchtools . For each filter method and each data set, we do the following: In each outer iteration, 10% of the data set is used as evaluation data. On the remaining 90% of the data, 10-fold cross-validation is conducted to estimate the performance of 100 randomly drawn configurations. We select the best configuration based on maximal mean accuracy. Ties are resolved by selecting the configuration with the smallest run time (median time for training the combined model). We use the median to aggregate the run times in order to obtain an estimate that is robust against variation caused by the high performance compute cluster. This tuning procedure makes sense because in practice, one is interested in filter methods that allow a good predictive performance, and among these methods, one is interested in methods with short run times. The selected configuration is then evaluated on the evaluation data, calculating the accuracy and the time for training the combined model. Additionally, we measure the time that is needed for filtering only. This way, for each data set and each filter, we obtain 10 evaluations of the best methods from the 10 outer iterations. We aggregate these values by calculating the mean accuracy and the median run times. In the end we have three performance values (mean accuracy, median time for filtering, and median entire run time) per filter method and data set. The performance criteria and measures are summarized in Table 4 .
As an important baseline, we compare the results of the filters to results without filtering. Again, we perform a random search with a budget of 100 evaluations and nested cross-validation with 10 outer as well as 10 inner iterations. We calculate the same performance measures and select the best methods with respect to the same criteria. The only difference is that there is no need for tuning a filter percentage and that the run time consists only of the time for training the classification model because no filtering is done.
There are two configurations for which no results can be obtained. As all filters try the same configurations, this means that for all filters the results for the corresponding configuration are missing. One of the configurations is tried on data set gina_agnostic, the other one on madelon. The failing of both configurations is caused by the selection of less than two features by the filters and the implementation of Logistic Ridge Regression in glmnet that requires at least two features. We ignore the two configurations for which no results were obtained for the analyses.
Results
First, we compare the filter methods only with respect to the predictive performance. Fig. 2 shows for two data sets the accuracies of the 10 best configurations corresponding to the 10 outer cross-validation iterations, separately for all filter methods. Remember that the performances are evaluated on data that is not used for tuning. Therefore, the performance values may be interpreted as unbiased estimates of the performances on new data from the data generating process that created the respective data set. The results for the other 14 data sets are displayed in Section 2 of the supplementary material.
The left plot in Fig. 2 shows that for data set gina_agnostic, some filters perform considerably better than others. The filters JMIM, permutation, impurity, and cforest.importance perform quite well while the filters DISR, MRMR, and variance perform comparably bad. All filters lead on average to a better predictive performance than not filtering at all. The right plot in Fig. 2 demonstrates that for data set gravier there are only little differences in the central locations of the accuracies.
In Section 2 of the supplementary material, it can be observed that also for most of the other data sets there are only little differences between the majority of the filter methods with respect to the location of the predictive performance taking into account the spread. For the data sets scene, madelon, gina_prior, gisette, chiaretti, and burczynski, however, some noticeable differences can be observed. The filter methods permutation, impurity, and cforest.importance, lead to comparably high accuracy on several of these data sets. For the filters JMIM, JMI, MRMR, NJMIM, variance, and no filter a comparably good performance is observed for at least one of them. Not filtering at all, MRMR, and DISR lead to comparably low predictive accuracy on most of the data sets. The filters variance, oneR, and univariate.model.score perform bad on at least one of them. Fig. 3 shows the number of times that the filter methods outperform each other. The number displayed in the row of filter A and the column of filter B indicates the number of data sets on which filter A is better than filter B with respect to mean accuracy. Given that two filter methods are equally good but never have exactly the same performance, we expect that each of the filters outperforms the other on approximately 8 of the 16 data sets.
We mark in red when a filter method is better than another filter method more often than 8 times and in blue when this happens less than 8 times. Note that there are several ties with respect to the accuracy of the filter methods. It can 3 . Number of data sets on which the filter method in the row has a higher mean accuracy than the filter method in the column. Ties are counted as 0.5 for both filters. The filter methods are sorted decreasingly by row sums. be observed that most filter methods are better than filter variance and not filtering at all on most data sets. Also, filter MRMR is outperformed by most of the other filters on many data sets. Filters JMI, sam, anova.test, limma, permutation, and cforest. importance are only outperformed by few other filter methods and they outperform many other filter methods themselves on most data sets.
Concluding, there is no filter method that is better than all the other methods on all data sets. However, there are some filters like permutation and cforest.importance that achieve high accuracy on some data sets and only have a comparably poor performance on few data sets in the analysis.
Next, we compare the filter methods with respect to predictive performance and run time across data sets. For the analysis presented in Fig. 3 , we only looked at good or bad predictive performances in comparison to the other filter methods. This analysis also takes into account how much the filter methods differ in performance. We aggregate the performance values of the 10 outer cross-validation iterations into one value per performance measure. Remember that we analyze the accuracy of the best configuration found and the time for fitting the best model. In the following, we first investigate the run time for filtering only and later, we consider the entire run time for filtering and fitting the best classification model. Fig. 4 displays the mean accuracy and the median run time for filtering of the filter methods separately for all data sets. Fig. 5 aggregates the information of Fig. 4 into one graphic. The right plot focuses on parts of the left plot. To compare the predictive accuracy across data sets, relative accuracies are considered. More precisely, the differences between the mean accuracies of all filter methods to the highest mean accuracy observed on the same data set are considered. Therefore, the smaller the relative accuracy, the better the predictive performance of the filter method when combined with the best configuration. The best filter method per data set always has relative mean accuracy 0. For the time for filtering, the fastest run time (not filtering at all) is already 0 for all data sets. The (transformed) performance criteria are then aggregated over the data sets by computing the median values as well as the upper and lower quartiles. The median value provides information about the central location of the performance measures. The distance of the quartiles shows the variation of the performances across data sets. Fig. 5 displays the median of the performance criteria values for each filter method by a symbol. The quartiles are located at the respective ends of the horizontal and vertical lines. The longer the lines, the greater the variation across data sets. The optimal filter method would be located in (0, 0) ′ .
The left plot in Fig. 5 shows that the relative accuracy of the filter methods and the time for filtering vary across data sets. The interquartile range of the relative mean accuracy across data sets is around 0.02 for most filter methods. As this is a small number, it means that the median value summarizes the central location well. However, the variation is too large to draw conclusions about which filter methods perform best only based on the median. The left plot also shows that filter cforest.importance needs much longer for filtering than the other filter methods and that its accuracy is among the best, but not the single best.
The right plot shows the median relative accuracy values and the variation in accuracy for all filter methods except for cforest.importance. The variation in time for filtering is omitted because only a small part of the y-axis is investigated. Considering the median performances in both criteria, it can be seen that the filters JMIM, impurity, auc, limma, and variance as well as not filtering at all are Pareto optimal. Pareto optimality means that there is no other method that performs as good in all criteria and better in at least one criterion. Considering the non Pareto optimal filter methods in Fig. 5 , at least one of the Pareto optimal filters performs better in both criteria. Filter JMIM is Pareto optimal because it has the best median accuracy among all filter methods. Filter methods impurity, auc, and limma have a good median accuracy and a low median run time for filtering. The variance filter and not filtering at all are Pareto optimal because of their fast run time. Applying no filter takes no time, which is always faster than applying any filter and therefore this is always Pareto optimal, independent of its accuracy.
If we now consider the upper quartile of the relative mean accuracy, i.e. the right ends of the horizontal lines, as measure of the predictive accuracy instead of the median value, we obtain a different set of Pareto optimal methods. In this case, permutation, JMI, impurity, sym.uncert, info.gain, limma, and no filter are Pareto optimal. Especially permutation but also JMI and impurity are Pareto optimal because of high accuracy. The others are Pareto optimal because of low run times. Filter impurity seems to provide a good compromise of accuracy and run time for filtering. It should be noted that we have selected the configurations based on accuracy. Because the run times of the filters from package praznik depend on the number chosen features (see Section 3 of the supplementary material), it might be possible to make them Pareto optimal by selecting fewer features. This would make them faster at the cost of predictive accuracy. As the run times depend on the implementation, any filter method could potentially become Pareto optimal if it were implemented efficiently enough. Now we analyze the predictive accuracy in combination with the entire run time for filtering and fitting the best model. Considering the entire run time makes sense because it also assesses how long it takes to fit the best classification model with the features selected by the filter. As most filters rank all features and because there are groups of filters with very similar run times (see Section 3 of the supplementary material), it is likely that many filters achieve similar run times even if they choose different numbers of features. However, selecting more features may have a huge impact on the run time for fitting the predictive model of interest.
Because we observe some very long run times in this analysis, we consider the logarithmic run times instead. To be able to apply the logarithm, we have to add a small constant to all run times, as KNN without filtering can be so fast that its run time is measured as 0. For comparing the predictive accuracy and run time across data sets, relative accuracies and relative logarithmic run times are considered. A relative mean accuracy of x means that the mean accuracy of the filter (with the best configuration found) is worse than the mean accuracy of the best filter on the same data set, by an additive factor of x. A relative logarithmic median run time of x means that the median run time of the filter equals the median run time of the best filter on the same data set multiplied with 10 x . Fig. 6 is an analogous plot to Fig. 5 but shows the logarithmic run time for fitting the best model instead of only the run time for filtering. In comparison to Fig. 5 , the relative run time for permutation is lower. For the filters variance and anova.test and not filtering at all, the relative run time is higher than in Fig. 5 . When considering only the median values of the performance measures, the filter methods JMIM, impurity, auc, and limma are Pareto optimal. With respect to the upper quartile of the relative mean accuracy and the median of the relative logarithmic run time, permutation, impurity, sym.uncert, info.gain, and limma are Pareto optimal. The sets of Pareto optimal methods here are subsets of the Pareto optimal methods in the analyses based on the run time for filtering only. The filter methods that are not Pareto optimal any more when considering the entire run time are variance and no filter, which have a very short time for filtering, as well as JMI, which is outperformed by permutation with respect to the time for model fitting.
Like in the discussion of Fig. 5 , it also has to be mentioned that filter methods could become Pareto optimal by sacrificing accuracy and thus saving run time. Here, this is possible for all filter methods by selecting a configuration that is faster but provides less predictive accuracy. Also, the variation in the performance criteria should be taken into account when interpreting the Pareto optimal methods: there is no subset of filter methods that is clearly better than the others. Filter methods like permutation and impurity seem favorable because of a comparably good performance and a comparably low variation. To sum up, there is no subset of filter methods that outperforms all other filter methods. Which filters work best depends on the data set. The results are subject to variation within and across data sets. Nevertheless, some filter methods like permutation, impurity, sym.uncert, info.gain, limma, auc, and JMIM seem to work well in many data situations. Fig. 4 allows a comparison of the two studies in Sections 3.3 and 3.4. It shows for each data set the mean accuracy and the run time for filtering for all filter methods combined with the best configurations. It can be observed that the filter methods that are similar according to our analysis in Section 3.3.1 often have a similar predictive performance when applied on the same data set. However, in some cases even very similar filter methods lead to models with quite different predictive accuracy. This can be explained by the fact that the inclusion or omission of a single relevant feature can already cause big differences in accuracy. Also, filters that needed a similar amount of time for filtering in Section 3 of the supplementary material often have similar run times for filtering on the other data sets as well. Regarding the question whether some of the filter methods can be neglected when searching for a good filter method, it seems reasonable to limit the search space to permutation, impurity, sym.uncert, limma, and JMIM. With respect to the analyses in Section 3.3, the filters JMIM, limma, sym.uncert can be interpreted as representatives of their groups.
Stability
Another aspect for the comparison of filter methods is their stability. In Section 3.4.2, we have conducted a random search for a good configuration with respect to accuracy for each data set and each filter method. We have performed a nested cross-validation with 10 outer iterations. For each outer iteration, we have chosen one best configuration, which results in 10 configurations per data set and filter method. Now, we analyze the stability of the feature selection for each filter method on each data set. To do so, we compare the 10 respective sets of selected features and quantify the stability with the stability measure SC , see Section 2.8. For comparability across data sets, we transform each stability value x into x + 1 − m where m is the maximal stability value observed for any of the filters on the same data set. This sets the best stability value on each data set to 1. With respect to stability, high values are desirable. When no filter is applied, no feature selection is performed and the stability of feature selection cannot be assessed. SC is not defined in this situation. Fig. 7 shows boxplots of the relative stability values of the filter methods. We observe that all filter methods from the toolbox FSelectorRcpp as well as the filters chi.squared, auc, and sam achieve comparably high stability. From our analyses in Section 3.4.2 we know that most of these filter methods are fast in computation. Filters permutation and impurity, which showed good results in Section 3.4.2 with respect to predictive performance, attain comparably low stability values.
The comparably low stability of the random forest based filter methods and of filter univariate.model.score can be explained with the stochasticity of these methods. When a random forest model is fitted to a data set, the output is not deterministic, because the construction of each tree involves a random choice of observations and features. So, when fitting a random forest several times to the same data set, the resulting models are generally a bit different from each other. Now, when fitting random forest models to slightly different data sets, the resulting models are expected to vary even more. With respect to filter univariate.model.score, the choice of train and test data is stochastic. When this filter Fig. 7 . Relative stability of the filter methods with optimal configurations for all data sets, sorted by median relative stability.
is applied several times to the same data set, the results can be different due to different train-test splits. For slightly different data sets, even larger differences are expected.
Summary and conclusions
Feature selection is a key part of data analysis, machine learning and data mining. There are many methods for feature selection, but it is unclear which of these methods perform best. In this analysis we focused on the comparison of filter methods for feature selection. We analyzed 22 filter methods based on 16 high-dimensional classification data sets from various domains.
To find out which of the filter methods are similar with respect to the order in which they rank the features, we computed rank correlations. We observed that for some data sets, especially the data sets containing gene expression data with large number of features, there were three groups of similar filter methods and many filter methods that were not similar to any other method. The filters that were similar to each other mostly came from the same toolboxes. For the other data sets, most filter methods were very similar. Also, we investigated the scaling behavior of the filter methods, identifying groups of filters that behave similarly with respect to run time.
Next, we analyzed the classification accuracy of the features selected by the filter methods and the run time needed for feature selection and for building a good classification model based on the selected features. We found out that there is no subset of filter methods that performs better than the rest of the filter methods on all data sets. Instead, the best filter methods differed between the data sets. Nevertheless, on average all filter methods performed better than not filtering at all. Also, even though there was no clear winner, the random forest importance filter methods permutation and impurity, the information theoretic filter methods sym.uncert and JMIM, and the univariate statistical test filter method limma performed well on most data sets, which makes them seem advisable. The filters sym.uncert, limma, and JMIM can be seen as representatives of the three groups of similar filter methods. Filters impurity, sym.uncert, and limma achieved very low run times. For filter permutation we observed comparably high run times but also very high predictive accuracy.
Choosing the best filter method for a new data set is a matter of available computational resources. Based on our analyses, we come to the following conclusions. If the computational resources only allow trying one filter method, we recommend permutation. This filter method allowed fitting classification models with high accuracy on most of the data sets. If some computational resources are available for finding a suitable filter method, we recommend trying permutation, impurity, sym.uncert, limma, and JMIM. If the resources allow trying all filter methods, we recommend doing this, because only this way the very best filter method for a new data set can be found. Searching for the best filter method can be done by considering it as a tuning parameter, just like we did with respect to the classification method in our experiments.
This paper serves as a reference to people who would like to conduct feature filtering. It can help them choose appropriate filters according to their application scenario, computational resources, and so on. In the future, we will use the results of our analyses to determine the search space for good models. Our analyses could be extended by additionally considering other feature selection methods apart from pure filter methods, which was out of scope for this analysis. Also, in this paper, we performed tuning with respect to predictive performance and then analyzed not only the predictive performance but also the run time and the stability. In future analyses, one could perform multi-criteria tuning with respect to all performance criteria at the drawback of a much more complicated aggregation of the results. Another interesting aspect of research would be discovering data set characteristics that indicate which filter and classification methods perform best. If such characteristics were available, much run time could be saved in the tuning process. Ideally, the characteristics should be cheap to compute in order to obtain a benefit in run time over trying different methods. In the field of optimization, exploratory landscape analysis (Kerschke and Trautmann, 2019) is an approach for defining characteristics of objective functions in order to automatically select the best optimization algorithm. In future research, this approach could be transferred to model selection.
