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bude využit  pro  tvorbu obrovského  jazykového korpusu,  užitečného pro další  výzkum.  Klíčovou 
vlastností   robota   je   nenápadnost   běhu,   nezatěžování   cizích   prostředků   a   plné   respektování  
nezávazného doporučení Robots Exclusion Standard. Robot je napsán v jazyce Python a intenzivně  
využívá  jeho standardní knihovny a rychlou práci s textovými řetězci. Vzhledem k charakteru úlohy 
jsme   se   rozhodli   pro  paralelní   implementaci,   která   by  měla   plně   využít   šířku   pásma.   S   tímto 










Abstract:   This   work?   concerns?   about   developing   a   web   robot.   Its   objective   is   to   recursively 
download C?czech pages and clean them into plain text (no HTML tags, styles or scripts).  These  
texts will be used ..... pro tvorbu obrovského jazykového korpusu, užitečného pro další research.  
Robot's key feature is nenápadnost běhu, nezatěžování  cizích prostředků  a plné  respektování  
nezávazného   doporučení   Robots   Exclusion   Standard.   Robot   je   napsán   v   jazyce   Python   a 









Pro  řadu metod z  oblasti  zpracování   přirozeného  jazyka  a  komputační   lingvistiky   je  naprostou 
nezbytností dostatek vstupních textových dat. Ta je potřeba získat, základním způsobem zpracovat 
(rozdělit   na   slova   atp.)   a   vhodně   (aby  byla   použitelná   k   další   práci)   uložit.   Jedním ze   zdrojů 
dostatečného množství textu se jeví dokumenty dostupné na internetu. Tato práce je součástí pokusu 
ÚFALu   o   využití   tohoto   zdroje.   Celý   projekt   spočívá   na   třech   programových   modulech   – 




rekurzivní   stahování   obsahu   internetu   (wget   a   další),   ty   ale   v   několika   zásadních  požadavcích 
nevyhoví. Jednak je třeba, aby robot stahoval především (zatím) české dokumenty. Nelze se spokojit 










motivaci   dalšího   postupu,   od   ní   se   všechno   odvíjí.   Třetí   kapitola   osvětluje   použité   technické 
prostředky, algoritmy a datové struktury, sloužící k naplnění požadavků z předchozí kapitoly. Nejde 
o podrobnou nebo jakkoliv formální “programátorskou dokumentaci”, podle této kapitoly by jistě 














adresy  a   zařadí   je  do   fronty,  dokument   zredukuje  na  čistý   text   a  pošle   segmenteru  k  dalšímu 
zpracování, vezme další adresu z fronty a tak pořád dokola, dokud ve frontě něco je – tato kostra 
























4. Délka  generální   prodlevy.  Tato  prodleva  následuje  vždy po  daném (předchozí   parametr) 









Ke   slušnosti   také   patří   identifikace   robota   s   kontaktní   informací   v   hlavičce   každého   HTTP 
požadavku. Kontaktem je informační  stránka  [odkaz]  o robotovi, kde se správci serveru dočtou 




Robot  má   sloužit  výzkumným účelům lingvistů,   což  by  mohlo  dělat  dojem,  že   jsou  na   robota 
kladeny nějaké   jazykovědné  požadavky.  Tak  tomu ovšem není  –  veškerou  jazykovou odbornost 
zajišťuje až segmenter (viz další podkapitolu). Úkolem robota sice je stažené texty pročistit, ale to je 
















segmenteru.  Jak už  bylo napsáno,   robot  stažená  data  očistí  a  čistý   text  pošle  segmenteru.  Jeho 
úkolem   je   mimo   jiné   zjistit,   zda   je   text   vůbec   použitelný   (je   česky,   obsahuje   rozumný   počet 
odstavců s rozumně dlouhými větami apod.). Tuto použitelnost kvantifikuje a vrátí robotovi. Ten ji 




dokument odkazovaný  nepoužitelným dokumentem ukáže jako taktéž  nepožitelný,  nebude robot 




I   přes   existenci   této   zpětné   vazby   je   ovšem   třeba   implementovat   další   nástroje   k   vytyčení 













velmi  vhodný   skriptovací   jazyk Python.  Navíc  připravené   standardní  moduly  (obdoba knihoven 




pro  práci   se   sokety  (zjišťování   IP  čísel   serverů   a  komunikace s  ostatními částmi  projektu),  re 
pro práci   s   regulárními výrazy,  cPickle  pro   rychlou   transformaci   složitých  datových  struktur 
do textového   formátu   (který   lze   pohodlně   poslat   po   síti),  time  pro   měření   času,  sys  a  os 
pro přístup ke  stadnardním systémovým funkcím,  getopt  pro zpracování  parametrů  příkazové 
řádky   (a   konfiguračního   souboru)   a   v   neposlední   řadě   modul  logging  pro   zaznamenávání 
průběhu práce.
Program  je   rozdělen na  dva skripty a  několik modulů.  Skripty queuekeeper  a  harvester   (názvy 
vystihují   jejich  úlohu)  budou popsány níže.  Tyto   skripty   (kromě   výše  uvedených  standardních) 
používají pro robota vyvinuté a algoritmicky nezajímavé moduly (v souborech se stejným názvem) 
my_sock  pro pohodlnější  komunikaci skriptů  a segmenteru (nadstavba stan.  modulu  socket, 
pracuje   s  měřením délky  zpráv),  timer  pro  měření  času   (zase   jde   jen  o  zpřehlednění   kódu), 
common_conf  pro   společné   nastavení   obou   skriptů   a  txtr_html  určený   na   extrakci   textu 
z HTML (a XHTML) souborů a další dílčí úkoly související s HTML formátem.
O nastavení robota je namístě uvést, že probíhá ve třech fázích (všechny zajišťuje uvedený modul) – 
jako   první   se   použije   defaultní   nastavení,   to   může   být   přepsáno   nastavením   uvedeným 
v konfiguračním   souboru   (to   už   může   editovat   uživatel)   a   to   může   být   přepsáno   argumenty 
předanými   z   příkazového   řádku   při   spouštění   skriptu   (viz   poslední   kapitolu).   Tyto   tři   fáze 
proběhnou v okamžiku importu modulu, kdy se do kontextu skriptu nahrají proměnné  nastavené 
na správné  hodnoty.  Stejným způsobem probíhá   i  čtení  konfiguračního souboru.  Do modulu   je 
importován “modul” usr_conf.py, který je ve skutečnosti linkem na textový soubor. (Jde o to, 
aby   Python   soubor   našel,   a   zároveň   aby   uživatel   neměl   pocit   že   programuje.)   Obsahem 
konfiguračního souboru jsou tedy přímo přiřazovací příkazy. 
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Přestože   je   čištění   HTML   souborů   naprosto   zásadní   schopností   robota,   čištění   probíhá   velmi 
jednoduše   a   nechává   většinu   práce   na   Pythonu,   přesněji   na   modulu   pro   regulární   výrazy.   Po 
podrobném prostudování specifikace (a zadání práce) bylo možné zkonstruovat několik regulárních 
výrazů na upravení bílých znaků (počítá se vždy jen první), postupné odstranění hlavičky, stylů a 






Z   přímočaré   myšlenky   o   udržování   lineární   fronty   požadavků   v   pořadí,   v   jakém   mají   být 
naplňovány,   se   vyvinul   zcela   jiný   způsob   implementace.   Odkazy   jsou   evidovány   obecně 




třeba  uchovávat   informace  o  doménách   jako   takových   (jakou  mají   IP   adresu  a   obsah   souboru 
robots.txt)   i   o   IP   adresách   (které   na   nich   robot   eviduje   domény   a   které   z   těch   domén   jsou 
zastopupeny ve struktuře požadavků).  Obojí   je opět  řešeno slovníkem. Dále patří  mezi základní 
datové struktury seznam stažených dokumentů, jde opět o dvojitý slovník (stejně jako u požadavků), 
obsahem   záznamu   je   zde   ovšem   kromě   hloubky   a   použitelnosti   (teď   už   opravdu   změřené 
segmenterem) záznam o délce doby platnosti  dokumentu a okamžiku  jeho poslední  modifikace 






















požadavku   a   daná   pravidla   je   vytvořen   balíček   IP   adres.   V   cyklu   (omezeném   příslušným 
parametrem)   jsou   pak   z   adres   v   balíčku   brány   domény   a   z   výše   popsané   struktury   vybírány 
konkrétní   požadavky.  Ty   robot   zpracovává   (čistí   text   a   posílá   dál,   zařazuje   do   struktury  nové 
odkazy). Balíček je právě tak velký, aby požadavky v jednom průběhu cyklu naplnily dobu prodlevy 












Dále   je   vhodné   poznamenat,   že   se   na   robotovu   činnost   nedá   pohlížet   na   prohledávání   čistě 
do hloubky nebo do šířky (tomu se opět při daných pravidlech prohledávání a zachování efektivity 
stahvání nelze vyhnout). Jednak si proto lze činnost robota na pomyslném grafu stránek představit 
poněkud   obtížně,   podstatnější   ale   je,   že   evidovaná   hloubka   jednotlivých   odkazů   od   startovací 










náš   stroj  čeká,   přitom by ale  mohl   třeba  teprve   teď   zpracovávat  naposledy   stažený   dokument. 





























připojí   a   server   přijme  nová   data   k   zapracování   do   struktur   fronty.  Stažené   dokumenty  prostě 












dost,   stačilo   tedy zařazování  domén o něco odložit.  Rozhodli   jsme se proto i   tuto práci nechat 
na klienty.   Na   začátku   každého   spojení   klienta   a   serveru   dojde   k   předání   zprávy,   co   klient 
zpracovával, a podle toho se rozliší, jak má server výsledky zpracovat a naopak, server posílá před 
odesláním balíku informaci o tom, zda jde o balík požadavků, nebo balík nových domén.
Celkem tedy dochází  k  následujícímu zpřesnění.  Při  zpracovávání  nových odkazů  server  rozliší 




je po  jedné  projde,  u  každé  zjistí   IP adresu a   informace ze souboru robots.txt.  Takto naplněný 
seznam pošle zpět na server, který přesune příslušné požadavky z jedné fronty (neznámé domény) 
12




nebylo implementováno, ale zřejmě   to bude potřeba) a stráví  dobu odpovídající  generální  pauze 
v závěrečné fází, kdy klientům snažícím se o připojení posílá zprávu, že mají skončit. Pokud klient 
něco stahoval, tak o tom server věděl a neskončil – klient tedy v okamžiku ukončení práce serveru 














se   sloupci   a   řádky.  Základní  myšlenka   je   v   tom,  že  balík   je   plněn  po  pomyslných   řádcích,   a 









následujících  požadavků   na   doménu   (to   se   zjistí   pomocí   průměrného  času  zpracování   jednoho 
požadavku, předávaného pokaždé klientem – čas se může různit mezi klienty i v čase).
Jak   bylo   řečeno,   balík   je   seznam   seznamů.   Ty   jsou   chápány   řádkově.   Klient   tedy   v   cyklu 
přes všechny  řádky zpracuje první  z  prvků  každého řádku. Měří   si,   jak dlouho mu to  trvalo,  a 
po skončení tohoto cyklu se pozastaví na dobu určenou rozdílem doby jeho trvání požadovaným 
odstupem dvou požadavků.
Všimněme si,  že v jednom řádku za sebou následují  řádově  desítky až  stovky URL se stejným 














































nenápadnost   běhu.  Od   fronty  potřebujeme  možnost   nějakého  plánování   a   kontroly,   jestli   to   se 
stahováním nepřeháníme. Rozlišování zařazení požadavků na začátek nebo konec fronty korektnost 
provozu (přijatelnou míru stahování z jednotlivých vzdálených serverů) nezaručí. Další podstatnou 
skutečností   je   spojovanost  HTTP –  vyplatilo  by  se  asi   stáhnout  víc  souborů  v   jednom spojení 
(na druhou stranu, nesmí se to přehnat).
V první   řadě  bylo  třeba rozmyslet,  co má  vlastně  být  obsahem fronty.  Samozřejmě  požadavky, 
chceme ovšem mít přehled i v plnění pravidel – ta jsou ovšem formulována s pomocí domén a IP 
adres. Kdyby obsahem fronty byly prosté URL, museli bychom vždy znovu a znovu zjistit doménu i 
IP  adresu  a  podívat   se  v  nějakých  dalších  strukturách   (evidujících  počty  a  časy  stažení),   jestli 
můžeme stahovat. Navíc bez jakékoliv vazby na další požadavky z dané domény, natož IP adresy. 
Taková   implementace  by  zřejmě   fungovala,  ale  hezké  by   to  nebylo.  Požadavek hlídání  počtu  a 
odstupu požadavku na doménu a počtu domén na IP adresu vede ke strukturalizaci fronty tak, aby 




a podle nich vybírat příští  požadavek, datovou strukturou by byla pravděpodobně  nějaká  variace 
haldy. Potřebujeme od seznamu požadavků několik věcí:




Zejména  poslední   dva  požadavky  vedou  na  použití   binomické   nebo  Fibonacciho  haldy.  To  by 
zabralo jednak víc práce, druhak to přímo není nejlepší řešení – šlo by ještě vylepšovat (a to by 
zabralo ještě víc práce). Při předpokladu stability kvality spojení totiž lze dobře předpokládat, jak 
hluboko   do   fronty   požadavků   by   měla   být   IP   adresa   zařazena.   Rozmyslíme­li   pohyb   serverů 










zřejmé,   že   jeden   odkaz   najdeme   vícekrát.   Kontrola   probíhá   ve   chvíli   zařazování   požadavku 
do fronty – nesmí existovat záznam o jeho stažení. Může se ovšem stát, že už ho stahuje některý 
klient.  Hledali  jsme postup,  jak tomu optimálně  zabránit (je  to jednoduché,  ale při  uvažovaném 
počtu kontrolovaných odkazů velmi záleží na tom, jestli se to udělá rychle). Buď by bylo třeba projít 
záznamy zpracovávaných  balíků   (ty  už   ovšem nemají   dobře  prohledavatelnou   strukturu,  pokud 
bychom   ji   pro   tento   účel   neudrželi).   Naopak   přímočará   je   kontrola   oprávněnosti   požadavku 
v okamžiku zařazování  do balíku. V tu chvíli  požadavek jiným klientem jistě  zpracováván není, 
protože by používal IP adresu dané domény, která by tak nebyla dostupná k přechodu do aktivního 






kontrolou   duplicit   chtěli   zajistit   (kromě   efektivního   využití   síťových   prostředků).   Robot   navíc 








dříve   stahovat   z   kvalitních   (co   se   týče   jazyka,   rychlosti   odezvy   vzdáleného   stroje   i   dalších 
parametrů) zdrojů – myšlenka je podrobněji popsána v podkapitole 7.1. Tady by zřejmě pomohlo, 
vágně řečeno, dávat lepší požadavky víc dopředu. Má to ovšem smysl jen u čekajících IP adres – 
zpracovat   balík   trvá   řádově   desítky   minut,   takové   zpoždění   v   našich   měřítcích   nijak   nevadí. 




staženého dokumentu.  Pokud by  se  ovšem ukázalo,  že   lze  požadavky  (a  domény a   IP  adresy) 
rozdělit podle kvality do několika málo skupin, bylo by možná vhodnější je na tyto skupiny rozdělit. 
Dosahovali   bychom  tak   stejných  výsledků   jako   s  haldou,   jenže   rychleji   a  přehledněji.  Toto   se 
nicméně netýká současné implementace, není tedy asi na místě věc rozvádět do podrobností.
Hlavním   rysem   zvolené   implementace   fronty   je,   že   přirozeně   umožňuje   dodržet   požadovaná 
pravidla k zajištění nenápadnosti provozu. Navíc nebrání dalším nadstavbám a vylepšením.
4.2   Paralelní běh






Problém   naznačeného   řešení   spočívá   prostě   v   tom,   že   nejde   o   vhodné   rozdělení   problému. 
Jednotlivé  samostatně  zpracovávané  části prohledávaného prostoru jsou souvislé   (dokonce velmi 
silně), je proto třeba řešit situaci, kdy jeden z “podrobotů” objeví odkaz do skupiny adres, které má 
zpracovat  některý  další.  Samozřejně  správný  postup  je příslušnému procesu požadavek poslat  – 
otázkou zůstává určení správného adresáta. Samozřejmě může každý robot znát klíč, podle kterého 





rozdělení  úlohy  na   skupiny   IP  adres.  Aby   tenhle  postup  zafungoval,  potřebovali  bychom práci 
jednotlivých instancí   robota  rozdělit  zhruba rovnoměrně.  To buď  znamená  mít  odhad,  jak bude 
zpracování těch kterých IP adres náročné (takový odhad jednoduše nemáme), nebo prostor rozdělit 
náhodně   (nebo   alespoň   hodně   nezávisle,   tedy   ne   na   jednotlivé   intervaly,   ale   třeba   si   pomoci 
modulovaným ciferným součtem číselného  vyjádření   adresy)   a   věřit,  že   se   dost   dobře   trefíme 



















co nejúplnějším vytížení.   Jde  o   to,  aby  se  při  čekání  na  odezvu kontaktovaného serveru  mohl 









že naprosto nemáme odhad, jaká  vlastně   je struktura obsahu internetu – mysleli jsme prostě,  že 
nových domén (a souborů robots.txt) bude vždy příliš málo, něž abychom se tím měli zabývat. Opak 
se ukázal být pravdou. Snažíme se dosáhnout toho, aby byl robot co nejčastěji v optimalním stavu – 



























je možnost  volného přidávání  a  ubírání  klientů  podle potřeby.  Je   jen potřeba hlídat,  aby server 






byl   před   uzávěrkou   práce   uskutečněn.   Robot   byl   nastaven   na   stažení   stránek   v   doméně   .cz 
do hloubky 5 od stránek www.centrum.cz, www.cuni.cz, www.uhk.cz, www.cvut.cz, www.muni.cz, 
www.tul.cz, www.vslib.cz a www.upol.cz. Robot se postupně rozbíhal – po hodině aktivně pracovali 
dva   klienti,   bylo   získáno   8,8   MB   očištěného   textu   v   1400   dokumentech.   Po   hodině   a   půl   se 
již účastnili čtyři klienti, textu bylo 21 MB a dokumentů 3500. Po dvou hodinách už pracovalo všech 
dvanáct  spuštěných klientů,  získali  74 MB textů  a  20 000 dokumentů.  Po  třetí  hodině   jsme se 
rozhodli přidat dalších pět klientů. Tehdy jsme měli 178 MB textu ve 28 500 souborech. V těchto 
číslech nejsou zahrnuty  soubory v  jiných  formátech  než  HTML. Ráno (10,5 hodin  běhu)   jsme 
přečetli, že robot stáhnul 215 000 dokumentů, které již zabíraly 1,3 GB. Podívali jsme se i na ne­
HTML   dokumenty.   Bylo   jich   9000   a   zabíraly   (nijak   nečištěné!)   3,0   GB.   Stále   běželo   všech 
sedmnáct klientů. Chvíli po tom šla tato práce do tisku.
Pro srovnání – jako první velká  pokusná verze byl robot naprogramován neparalelně, tedy podle 
odstavců   2.2   a   3.1.  Tehdy   za  63  hodin   stáhnul   226   tisíc  dokumentů,   které   (očištěné)   zabíraly 
2,7 GB. Dokumenty v   jiném než  HTML formátu   ignoroval,   rozdíl  ve  velikosti  dat  připisujeme 
rozdílně  vymezenému prostoru stahovaných stránek – šlo o stejný seznam bez www.centrum.cz, 
tentokrát  ovšem seznam tvořil   i  omezení  doménových  jmen  (z   jiných se nestahovalo)  a  nebyla 
omezena   hloubka   stahování.   Dá   se   tedy   říci,   že   se   tehdy   robot   pravděpodobněji   dostal 
k obsažnějším   stránkám.   Na   druhou   stranu   tehdejší   výsledky   tak   dobře   neilustrovaly   stav 
při spuštění na celý internet.
Uvedené  údaje   toho  celkem moc  nevypovídají,   pokud   je   nevztáhneme  k  číslům,   jichž   chceme 
dosáhnout. Předností získaného korpusu má být jeho velikost (nic jiného ani nezbývá – vzhledem 
ke zdroji   textů   a   automatickému zpracování   nelze  čekat   vyšší   kvalitu   než  mají   klasické,   ručně 
tvořené  korpusy).  Očekává   se  1­5  miliard  slov  –  tento  odhad plyne  z   informací  vyhledávacích 
robotů, které evidují zhruba 50 milionů českých stránek. Uvažuje se tedy 100 slov na dokument. 
Nakolik je ten odhad přesný se nedozvíme, dokud data nestáhneme. Drtivá většina stránek obsahuje 
slov  jen několik,  pokud už  na nich ale   je  nějaký   souvislý   text,   je zpravidla delší  než  100 slov. 
















robots.txt  klienti   stáhli   téměř  10,9 GB. Po odečtení  nečištěných  dokumentů  dostáváme 7,9 GB 
HTML souborů, ze kterých zbylo po očištění pouhých 1,3 GB, tedy 16%. Přitom očištění lze chápat 
i jako oddělení  obsahu od formy – při tomto pohledu je zjištěný poměr přinejmenším zajímavý. 




Došlo   k   319   spojením   serveru   s   klientem,   které   zabraly   celkem   13   minut.   Slívání   struktur 
dokumentů   a   nestažených   požadavků   nezabralo   za   celých   deset   hodin   ani   jednu   vteřinu, 
zapracovávání nových odkazů zabralo 12 minut a konstrukce balíků požadavků 4 sekundy. Bylo 



















níže.  Skript spustí  server – správce fronty a  daný  počet  klientů  a vrátí  konzoli  uživateli.  Jejich 









také   liší  úroveň  (detailnost) záznamu – na informační  a ladící.  Každý  proces vypisuje souhrnné 
informace  na   terminál,   kdyby   jej   chtěl   někdo  průběžně   sledovat   (tento  výstup   lze   samozřejmě 
přesměrovat do souboru). Druhým výstupním kanálem jsou soubory podrobných záznamů.
Souhrnný výstup na terminál obsahuje zejména statistické informace (počty stažených dokumentů, 
spotřeba   času   na   jednotlivé   činnosti)   –   ty   jsou   uvozeny   znakem   %,   což   lze   využít   při   jejich 
oddělování od zbytku souboru. Ostatní vypisované údaje dokládají aktuální činnost robota.
Do podrobného souboru robot zaznamenává pokusy o stažení dokumentu, úspěchy, nové odkazy, 





Robota   lze   konfigurovat   (pomineme­li   editaci   přímo   zdrojového   kódu)   dvěma   způsoby   – 
konfiguračním souborem config.txt a parametry při spuštění. Při upravování souboru nastavení 
dbejte v něm uvedených pokynů. Nastavovat v něm lze totéž co na příkazovém řádku. Program má 
jistá   výchozí   nastavení,   vhodná   pro   testovací   spouštění   –   tak  pomalý   běh,  že  by  nemělo  dojít 
ke škodám a lze stíhat číst výpisy (jednoho klienta). Pokud tedy nenastavíte nic, použije se toto 
základní   nastavení.   Při   kolizi   parametrů   v   souboru   a   na   příkazové   řádce   se   použijí   nastavení 
z příkazové řádky.
Parametry příkazové řádky jsou přijímány pouze v dlouhé formě. Ne všechny parametry mají smysl 














­­instance=nazev Identifikace   klienta   (používá   ji   při   komunikaci   se 
serverem). Při použití spouštěcího skriptu nemá význam.




­­harv­host=nazev Název   počítače,   ze   kterého   se   budou   připojovat   klienti. 






­­harv­host=nazev Název   počítače,   ze   kterého   se   budou   připojovat   klienti. 
Prázdný   řetězec   znamená   localhost,   stejně   jako   neuvedení 
parametru.








­­exclude=vyraz Regulární   výraz   specifikující   zakázané   servery   (ten,   který 
výraz splní, nebude zpracován). Žádné omezení: ^$ (splní jen 
prázdné doménové jméno). 
­­include=vyraz  Regulární   výraz   specifikující   povolené   servery   (všechny 
zpracované servery ho musí splnit). Žádné omezení: .* (splní 
cokoliv). 






­­max­hosts=pocet Nejvyšší   povolený   počet   současně   kontaktovaných   serverů 
na jeden fyzický stroj. 




­­wait=sekundy Bezpečnostní   čekání   po   každém   požadavku   v   sekundách 
(při reálném provozu nastavit na 0 – to je i implicitní hodnota). 









všechny   uvedené   požadavky.   Během   vývoje   objevené   komplikace   jsme   odstranili,   požadavky 
na robota postupně zpřesnili a přidali některé nové rysy. 
Dále je na místě poznamenat,  že čištění a komunikace se segmenterem nejsou nedílnou součástí 
robota   –   ten   je   tedy  využitelný  mnohem obecněji   (zejména   tam,  kde   se   potřebujeme vyhnout 
nepřijatelné zátěži síťového okolí), nejen pro získávaní dat pro jazykový korpus. Kromě jeho přínosu 
pro   lingvistiku  navíc  poskytuje   zajímavé   informace   o   obsahu   a   struktuře   českého   internetu   a 
českých internetových stránek (s trochou opatrnosti by navíc jistě šlo výsledky zobecnit).
7.1   Co zbývá dopracovat a možné směry dalšího vývoje
Samozřejmě   zbývá   implementovat   utility   pro   extrakci   textů   ze   souborů   uložených   bokem 
pro pozdější zpracování. Další vývoj ovšem bude záviset především na tom, jak se získané  texty 
osvědčí  při  konstrukci výsledného korpusu. Pokud ano (měly by, když  odpovídají  zadání),  bude 
třeba definitivně rozhodnout otázky spojené s dlouhodobým provozem – jestli bude korpus uzavřen 
jako hotový (asi sotva), jestli bude snaha udržovat aktuální zrcadlo stavu českého internetu, nebo 
jestli bude korpus růst o změněné  dokumenty (nejpravděpodobnější),  jak často má  k případným 
aktualizacím docházet   (nebo přesněji:   jak   rozhodnout   jak  často  aktualizovat)   a  další  koncepční 
otázky.
Specifickou otázkou je aktualizace souboru robots.txt  – v současné  době   je stáhnut pro každou 
doménu jednou, ovšem pokud by mělo dojít ke stahování v delších časových horizontech, bylo by 
zřejmě   vhodné   jej   aktualizovat.   Implementačně   se   nejedná   o   problém,  pokud   server   poskytuje 
v hlavičce   odpovědi   čas   poslední   modifikace,   to   ale   není   zcela   běžné.   V   ostatních   případech 
nezbývá  než  soubor pravidelně  stahovat znovu a znovu – otevřenou otázkou zůstává,   jak často. 
Navíc,  pokud bude změněn obsah souboru,  bude třeba znovu zkontrolovat  všechny už  zařazené 
požadavky, nejlépe těsně před posláním na server. K tomu nyní není důvod, požadavky kontrolují se 
jen při zařazování do fronty.
U každé  paralelizované  úlohy je podstatnou otázkou,  jakou zvolíme míru paralelizace,  abychom 
dosáhli nejlepšího výsledku. V současnosti je robot spouštěn s konstantním počtem klientů, který 












Nejmlžnějším   směrem   vývoje,   který   se   ani   tak   netýká   robota   samotného,   je   úvaha   o   dalších 





























common_conf.py Modul   pro   nastavení   robota   (obou   částí),   čte   konfigurační   soubor   a 
parametry příkazového řádku.
common_ds.py Popis společných datových struktur.
usr_conf.py Link na soubor config.txt. 
config.txt Soubor s uživatelským nastavením robota.
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