Requirements engineers and stakeholders like to create informal, sketchy models in order to communicate ideas and to make them persistent. They prefer pen and paper over current software modeling tools, because the former allow for any kind of sketches and do not break the creative flow. [Question/problem] To facilitate requirements management, engineers then need to manually transform the sketches into more formal models of requirements. This is a tedious, time-consuming task. Furthermore, there is a risk that the original intentions of the sketched models and informal annotations get lost in the transition. [Principal ideas/results] We present the idea for a seamless, tool-supported transition from informal, sketchy drafts to more formal models such as UML diagrams. Our approach uses an existing sketch recognizer together with a dynamic library of modeling symbols. This library can be augmented and modified by the user anytime during the sketching/modeling process. Thus, an engineer can start sketching without any restrictions, and can add both syntax and semantics later. Or the engineer can define a domain-specific modeling language with any degree of formality and adapt it on the fly. [Contribution] In this paper we describe how our approach combines the advantages of modeling with the freedom and ease of sketching in a way other modeling tools cannot provide.
Introduction
When modeling requirements during requirements elicitation, stakeholders and requirements engineers would benefit from being able to freely draw sketches first and convert these into models later. This is due to the fact that sketching fosters creativity [7, 3] and can also be applied by stakeholders who do not master a modeling language with a formal syntax. However, the power and ease of sketching comes at the expense of a media break, i.e., of later having to re-create the sketched models from scratch in a modeling tool in order to be able to manage requirements properly. This re-creation process is time consuming, error-prone, and can lead to a loss of information [5] .
Sketch recognition tools have been created to relieve the task of converting sketches into models (e.g. [4, 10] ). However, such tools rely on predefined notations, so that the user needs to know the underlying modeling language and is restricted to its vocabulary. Hence, in terms of expressivity and creativity, sketch recognition tools do not help. Moreover, they introduce the problem of sketch recognition errors. In this paper, we give a preview of a new approach that (i) allows users to sketch any informal models, (ii) provides means for assigning syntax and semantics to sketched elements on the fly, and (iii) supports the transformation of sketches into classic semiformal models (e.g., a class diagram or a statechart) by a semi-automated method, thus avoiding media breaks. The goal of our approach is to unite the flexibility of unconstrained sketching with the power of formal modeling.
The rest of the paper is structured as follows. In the next Section we give an overview of our planned research. Section 3 discusses related work. In Section 4 we conclude the paper.
Flexible Sketch-Based Requirements Modeling

Main Goal
The goal of the planned research is to provide a sketch-based modeling approach. We envision that our approach allows requirements engineers and stakeholders to sketch any informal models. Users should not be restricted in what they may draw, nor should they need to decide for a specific notation beforehand. Further, our approach should support the semi-automated transition of sketches into classic models. Our key research activities include: (i) identify the needs of requirements engineers with respect to sketchbased modeling, (ii) provide method and tool support, and (iii) evaluate the approach and demonstrate its practical benefits.
We plan to realize tool support by incorporating an existing sketch recognition framework that compares drawn shapes with the symbols included in a library. In contrast to other approaches, our symbol library does not hold a predefined modeling language, but is dynamic: users can augment and modify it at any time during the modeling process (see Fig. 1 ). Syntax and semantics can be added to the sketches on demand, and modeling may be performed on various levels of formality. 
