Abstract-A state of software maintenance survey is presented, indicating the incongruity of the simultaneous existence of importance and neglect in this field. An overview is given of selected developments and activities covering the following topics:
I. INTRODUCTION
TO gauge the state of software maintenance, ask yourself these questions: * How many articles have appeared in this TRANSAC-TIONS on the subject of maintenance in the last couple of years? Answer: none between August 1985 and November. 1986, inclusive, and few prior to this period in the history of the TRANSACTIONS. However, before rushing to judgement about the "guilt" of TSE, realize that it is not unique in this regard among technical journals.
Some additional questions to ponder: * How many computer science departments have a course in maintenance?
* How many doctoral dissertations have there been in maintenance?
To work in maintenance has been akin to having bad breath. Yet, examine the "Problem" below and ask yourself whether there is any justification for this neglect. But, first, a disclaimer, followed by some definitions so that we may proceed from a common reference point.
The information which follows represents a selected overview of the state of the software maintenance field.
Since this is a survey paper, it is difficult to cover 'every aspect of the field, given time and page limitations. We apologize for any significant work which may not be covered.
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A. Definitions
Maintenance: Modification of a software product after delivery to correct faults, to improve performance or other attributes, or to adapt the product to a changed environment [1] .
Maintainability: The ease with which a software system can be corrected when errors or deficiencies occur, and can be expanded or contracted to satisfy new requirements [2] .
B. Why Is There a Maintenance Problem?
There is a maintenance problem because [3] : * 75-80 percent of existing software was produced prior to significant use of structured programming.
* It is difficult to determine whether a change in code will affect something.
* It is difficult to relate specific programming actions to specific code.
The main problem in doing maintenance is that we cannot do maintenance on a system which was not designed for maintenance. Unless we design for maintenance, we will always be in a lot of trouble after a system goes into production.
In addition, there is the very significant personnel problem concerning the myth that there is no challenge for creative people in maintenance.
According to Zvegintzov, most software is immortal (immoral?). He says that all surveys of the distribution of effort between new systems and present systems show about a 50-50 split [4] . This is the case because of the following important considerations: * Functions are added, not replaced. * Every new function must be tied into the present system.
* Systems are not totally replaced, except for overriding economic or technical reasons.
* Organizations strive for compatibility in systems, not perfection.
Specifically, Lientz and Swanson report from a survey of data processing managers in 487 data processing organizations that: departments spend about half of their application staff time on maintenance; over 40 percent of the effort in supporting an operational application system is spent on providing user enhancements and extensions; the average application system is between three and four years old, consists of about 55 programs and 23 000 source statements, and is growing at a rate of over 10 percent a year; and about one-half man-year is allocated annually to maintain the average system [5] .
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If all programs to be maintained were well documented and cleanly structured, and used third-normal form data models and data dictionaries for generating the programmer's data, the task of the maintainer would be much easier. The problem for most maintainers is that they have to maintain ill-documented code that is covered with patches with no comprehensible structure and that has data representations buried in the program code. It is a major detective operation to find out how the program works, and each attempt to change it sets off mysterious bugs from the tangled undergrowth of unstructured code [2] .
C. Why Is Maintenance Hard.?
Maintenance is hard because [6]: * We cannot trace the product nor the process that created the product.
* Changes are not adequately documented. * Lack of change stability (See Metrics Section below).
* Ripple effect of making changes. * Myopic view that maintenance is strictly a postdelivery activity.
One consequence of this lack of attention to maintainability requirements during design is loss of traceability. This is defined as the ability to identify the technical information which pertains to a software error detected during the operational phase (or other postrequirements phase) and thereby trace the error to the applicable design specifications and user requirements statements [7] .
D. Why Is Maintenance Expensive?
In the early days of programming, when programmers' salaries were an almost insignificant percentage of the data processing budget, when programmers spent most of thei-r time writing new programs, and when machine resources were expensive, the mark of a well written program was efficiency. Twenty years later, when programmers' salaries consume the majority of the data processing budget Since the software industry does not seem to have a good understanding of and model for maintenance, it is worthwhile to consider some proposed models which provide insight into the maintenance process. Lehman suggests that change is intrinsic in software, and must be accepted as a fact of life, and since software undergoes change throughout its life, there is no reason to distinguish maintenance from initial development. Evolutionary development is inevitable [10] , [111 ] . Furthermore, the very act of installing software changes the environment; pressures operate to modify the environment, the problem, and technological solutions. Changes generated by users and the environment and 'the consequent need for adapting the software to the changes is unpredictable and cannot be accommodated without iteration. Programs must be more alterable and the resultant change process must be planned and controlled. According to Lehman, large programs are never completed, they just continue to evolve. In other words, with software, we are dealing with a moving target and that, in effect, "maintenance" is performed continuously. Lehman suggests that the word ''maintenance" not be used and that the term "program evolution" be used instead. If this model of the software process is correct, it suggests that change activity and change management should be an integral part of development and all other phases of the life of software. In this view, a change would be no more associated with "maintenance" than with development.
B. Do Requirements End in the Requirements Phase?
Lehman's view seems to be supported by Lientz and Swanson [12] . They state that the approach which is in vogue of getting requirements right before starting the design may be based on the fallacious assumption that requirements are fixed. The reality is that requirements change continually, often in response to organizational change. These changes are more likely to emanate from experience in the use of the system than from an abstract specification in the early design of the system. The major problem in requirements assessment may not be the development of a complete, consistent and unambiguous specification, prior to design, but, rather, the evolution of requirements which allow a timely response of the software to organizational change. Requirements assessment during maintenance may be as demanding as during development.
C. Is the Life Cycle Model-Appropriate for
Maintenance?
The traditional view'of the software life cycle has done a disservice to maintenance by depicting it solely as a single step at the end of the cycle. In fact, it would be more accurately portrayed as 2nd, 3rd, * * * , nth round development [13] . The traditional view also fosters the idea that structured techniques are best applied to development, whereas their application to maintenance is equally valid.
In contrast, the traditional view of maintenance is that it is an activity confined to the postdelivery phase, is not directly related to development, and has its own special requirements.
III. METHODS FOR IMPROVING MAINTENANCE
Software maintenance authors have made many suggestions for improving the maintainability of software. These suggestions can be classified into three categories: design approach, maintenance practices, and management.
A. What Design Approaches Are Needed?
Software design practices should include criteria for maintainability [14] . These criteria are the following:
* Design software with maintainability in mind. * Develop design criteria for achieving maintainability.
* Simplicity should outweigh completeness. * Change management should be used to: -Limit the effects in the maintenance phase of a change made in the design phase.
-Determine ripple effects on other modules of making a change to a common module: * global variables. * modules which invoke or are invoked by a common module.
-Determine the effect on a module of making a change to a local variable.
* Evaluate the design for excessive complexity.
Another design approach to aid maintenance describes the design in terms of parts and the interconnections of those parts [15] . With parts interconnections as the focal point of the design and documentation, the system maintainer can more readily judge the possible ripple effect of change. Three levels-system, assembly, and component-are shown in list and graphical form, where each succeeding level provides a more detailed description of the previous level. A parts list and connections list is shown for each level. The parts list shows functions and the data associated with the functions. The connections list shows the input/output relationships between functions and data.
B. What Maintenance Practices Are Needed?
Maintainability can be significantly improved if the following practices are used [16] , [14] , [17] , [18] :
Change Management: -Make easiest changes first.
-Change one module at a time.
-Inspect proposed changes for each type of side effect.
-Run regression tests after every change. Additionally, the following tool capabilities are useful for maintenance [21] :
* Stored test execution information giving dynamic behavior of a program.
* Test cases to exercise modified sections of a program.
* Symbolic and actual execution information. An interesting tool is one designed to restructure unstructured code. One tool of this type is called structured retrofit, involving the restructuring of Cobol programs [22] . The application of this kind of tool rests on the premise that with 7 out of 10 programmers involved in maintenance, and costs for this activity soaring, maintenance must be made easier and, hence, less costly. Furthermore, the argument is made that even if the code is bad, the logic of the design may not be bad. In other words, the design concept was good but its implementation was poor. Since this poor code is meeting user requirements but is difficult and costly to maintain, it should be salvaged, where feasible.
The structured retrofit procedure consists of the following steps:
* Scoring: Programs are evaluated as candidates for restructuring by scoring them against the following criteria:
-Degree of structure.
-Level of nesting.
-Degree of complexity.
-Breakout of verb utilization.
-Analysis of potential failure modes.
-Trace of control logic. However, even if a program scores low on the above criteria but still runs with little time required for maintenance, it will not be retrofitted.
* Compilation: Programs which are to be retrofitted are compiled. Programs which do not compile cleanly are referred to others for resolution. Programs continue in the retrofit process only if they compile cleanly.
* Restructuring: Programs that are unstructured are put through this process to make them structured. The resulting program will produce the same transformation on the same input data as the original program.
* Formatting: Programs are made more readable through the formatting process. They are then recompiled to pick up possible syntax errors.
* Validation: The same inputs are applied to the original and restructured programs and the outputs are compared on a bit-by-bit basis by a file-to-file compare utility.
* Optimization: The code is optimized to reduce overhead which may have been introduced by the restructuring process.
It is claimed that structured retrofit has been able to restructure 60 percent of programs offered automatically, another 20 percent with some manual intervention, and 20 percent cannot be restructured cost-effectively.
IV. METRICS
In order to perform maintenance effectively, we must be able to measure the effects of design approaches on maintenance and, especially important, be able to measure the effects of maintenance approacbes on bility only applies to modular software. This point illustrates one of the difficulties in trying to improve maintenance: much of the existing software which must be maintained is not modular! More information needs to be captured in a metric than just the effects of a change to a single variable or the effects of changes to a set of variables. What is needed is the effects of changes on other aspects of a program, such as documentation. Also, since all assumptions are not equally important, this metric could possibly be improved by weighting the assumptions. Although this metric addresses an important aspect of maintainability dealing with assumptions that are made about interfaces between modules, it is silent on the subject of intramodule design characteristics. Despite these limitations, this metric would be very useful, primarily, for deciding among design alternatives for new software.
An approach to assessing the difficulty of maintaining a program is to quantify program difficulty as the sum of the difficulties of the constituent parts [25] . A Maintainability Analysis Tool was developed to analyze the difficulty of understanding and maintaining Fortran programs by assigning weights, which represent relative difficulty of understanding, to various program attributes, such as syntactic elements (e.g., parameter) and syntactic attributes (e.g., name in COMMON). The numeric weights and factors are summed for a program to yield a measure of difficulty. Obviously, there can be a lot of subjectivity involved in assigning weights and measures.
A strategy for determining whether to continue to maintain software is to focus on modules which may be candidates for rewriting. These error prone modules need to be identified. One method for identifying error prone modules is to have maintenance personnel record information about: 1) which modules were changed, 2) how much effort was involved in making the changes, and 3) reasons for making the changes [26] .
Another aspect of applying metrics to maintenance is the establishment of criteria for determining whether maintenance is being performed effectively. Arnold and Parker [27] established the following criteria for 40 telemetry processing projects at the NASA/Goddard Space Flight Center: * Desired effort distribution: Distribution of maintenance effort between enhancements/restructurings and fixes.
* Desired frequency distribution: Distribution of reports approved for action between enhancements/restructurings and fixes. * Completion rates: Rates for enhancements/restructurings and fixes.
* Effort per change: Labor time limits for enhancements/restructurings and fixes.
V. MAINTENANCE INFORMATION MANAGEMEENT
Since maintenance usually involves having to understand what someone else did to the code, information about the characteristics of the code and specifications (if they exist) are essential to doing an effective job of maintenance. Important elements of the information base are: control flow information, data flow information, and declaration information [28] . This information base should be established as part of every design and maintenance activity.
VI. STANDARDS
In general, development standards have been inappropriate for use in maintenance [29] . Of greater concern is the fact' that standards efforts have not addressed maintenance.
Although no standards exist for maintenance, management guides are available from the National Bureau of Standards, which provide methodologies and procedures for conducting an effective maintenance program [30] , [31] . Among the recommendations of [30] are the following:
* Develop a software maintenance plan. * Recognize improvement of maintainability. * Elevate maintenance visibility in the organization. * Reward maintenance personnel; provide a career path and training.
* Establish and enforce standards. The major conclusion of [31] is that, in addition to developing software with maintenance in mind, software must also be maintained with maintenance in mind! VII. MAINTENANCE OF EXISTING CODE This activity involves maintaining software which has not been modularly designed. It dominates maintenance work.
A. Restructuring
As reported above, in the description of the structured retrofit system, unstructured code can be converted to a structured format. Due a proof by Jacopini and Bohm, any computable algorithm in any language, can be represented by a structured graph. This result is the basis for restructuring programs. Unstructured programs typically have graphs whose nodes are so connected that the graph cannot be effectively partitioned into independent regions. However, by means of a graph simplification process, an unstructured program can be rendered into a structured form. The original unstructured program is parsed into an abstract syntax tree. Several tree to tree transformations are performed to reduce the tree to a few simple control flow expressions. When the tree is sufficiently simple, it is transformed into a control flow graph. This simplification process terminates when the topology of the graph represents a structured algorithm.
Although the method sounds impressive there are problems in restructuring when the program has GOTO's. In addition, an enormous amount of machine time may be required to develop new control graphs representing the new structure [8] . However, if it is determined that rethat restructuring is only feasible when an automated method such as this is used.
It is not always feasible to make unstiuctured code look like structured code and more readable by using structured documentation. In a study conducted by Schneidewind [32] to analyze the effectiveness of documentation for maintenance purposes, where the documentation had been created with the intent of making the software more readable and understandable by showing a 'hierarchical structure' of unstructured code, it was found that the new documentation did not always tell the truth about the code logic as represented by the program listing. The reason for this was that the hierarchical documentation could not faithfully describe software which was unstructured. Lesson learned: the code must also be restructured.
B. Recovering the Design with Abstract Specifications
For situations in which no specifications exist, a technique called Maintenance by Abstraction is claimed to allow one to recover the design by using the following steps [33] :
* Inspect the code.
* Propose a set of abstractions (directed graph representations of the code).
* Choose the most suitable set of abstractions. * Construct a specification from the abstractions. The recovered design (i.e., the specification derived above) is then applied to the Transformation-based Maintenance Model. The directed graph representation of the code is examined to find nodes representing design decisions such that the order of design decisions can be reversed-for the purpose of making maintenance changesin a way that will not affect the final implementation. It appears that this complex procedure would only be cost effective on large programs.
The IBM Federal Systems Division is upgrading the Federal Aviation Administration National Airspace System, 20 year old, 100 000 line, en route software by modeling programs as either function abstractions (transforms a value' in input domain to output range) or data abstractions (class of data objects and the set of operations performed on them) [34] . Function abstractions can also be regarded as entities which do not retain data across invocations and data abstractions as entities which do retain data. The abstractions were used by the designer to determine the required change (added, deleted, and updated functions as needed).
VIII. SURVEYS
To provide a feel for the characteristics of maintenance as practiced in various organizations, results from several surveys are presented briefly below.
In a survey of 487 data processing organizations, it was found that most maintenance is perfective (55 percent): performed to enhance performance, improve maintainability, or improve executing efficiency. This is followed by adaptive maintenance (25 percent): performed to adapt 308- structuring is more economical than rewriting, it is clear software to changes in the data requirements or processing environments. Lastly, there is corrective maintenance (20 percent): performed to identify and correct software failures, performance failures, and implementation failures' [12] .
Chapin [35] reports that from a limited survey of users of fourth generation languages that although these languages are beneficial for development, their use may make maintenance more difficult and expensive. One reason he cites for this situation is that interprogram and intersystem communication of data with these languages is often obscure, thus rendering the effect of a maintenance action unclear.
In another survey by Chapin [36] , he reports on information collected from supervisory personnel closest to software maintenance work. The survey consisted of 260 questionnaires collected from 123 data processing installations; there were 769 responses across the various questions. The biggest problems identified were poor documentation and inadequate staff. With regard to the latter, there is a problem in matching the characteristics of the software to be maintained with appropriate personnel.
IX. PROGNOSIS
Much of the problem will remain of being condemned to maintain existing, nonstructured code for a long time into the future-perhaps 20 years. This situation will only change when two things happen: 1) software development environments become so effective and programmer productivity becomes so great that it will be more economical to develop new systems than to maintain old systems; 2) organizations want to do business in new ways. Thus the decision will not be over the cost of reprogramming or redesign, but about whether organizations will adapt their information systems to support the organization's survival in a changing world. In the interim, restructuring techniques will be an important tool for attempts to convert a "sow s ear into a silk purse." In making the restructuring decision, only relevant costs should be considered. The fact that a lot of money has been spent in the past is irrelevant to making a decision about the future. These are sunk costs; only future costs should be considered. The cost to rewrite, redesign, or develop a new system are relevant costs.
On the personnel front, there is hope. Software engineers are being sensitized to the need for considering maintainability in their designs. More academics will do research in maintenance when academic administrators recognize the importance of maintenance. Computer science programs will contain a course on maintenance when academics themselves recognize the importance of maintenance!
