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Περίληψη:  Αντικείμενο  της  εργασίας  είναι  η  διαχείριση  της  χωρικής 
πληροφορίας  στο  διαδίκτυο  με  τη  χρήση  λογισμικού  ανοιχτού  κώδικα  και  πιο 
συγκεκριμένα η ανάπτυξη ενός γεωγραφικού πληροφοριακού συστήματος (GIS)  που 
θα  αξιοποιεί  τις  πληροφορίες  ενός  χωρικού  server  -  ο  οποίος  υλοποιείται  με  το 
λογισμικό Geoserver – μέσω μίας web εφαρμογής.  Σκοπός η διερεύνηση και ανάπτυξη 
δυνατοτήτων  προβολής  και  δημιουργίας  χωρικής  πληροφορίας,  σε  περιβάλλον 
διαμοιρασμού και συνεργασίας. Σαν οδηγός για τον καθορισμό των απαιτήσεων της 
εφαρμογής χρησιμοποιήθηκε το πρόβλημα της διαχείρισης των δασών και των φυσικών 
καταστροφών σε αυτά. 
Abstract: The objective of the project is the managment of the spatial information 
on the internet by using open source software and more specifically the development of 
a  GIS  that  will  utilize  the  spatial  information  provided  by  GeoServer  in  a  web 
application.  The purpose is  to  search and adapt  optimal  ways to  display and create 
spatial  information  in  a  collaborative environment  .  As a  guide  for  determining the 
requirements  of  the  application,  the  task  of  forests  and  associated  natural  disasters 
management was used.
11
Κεφάλαιο 1
Εισαγωγή
1.1 Αντικείμενο της εργασίας
Αντικείμενο  της  εργασίας  είναι  η  διαχείριση  της  χωρικής  πληροφορίας  στο 
διαδίκτυο με τη χρήση λογισμικού ανοιχτού κώδικα. Η διαχείριση εμπεριέχει αφενός 
την προβολή της χωρικής πληροφορίας, αφετέρου την επεξεργασία της (δημιουργία, 
τροποποίηση, διαγραφή). 
Για  το  σκοπό  αυτό  έγινε  μία  επισκόπηση  του  GIS  ανοιχτού  λογισμικού  που 
χρησιμοποιείται σήμερα, με σκοπό τη διερεύνηση  των παρεχομένων υπηρεσιών και 
τελικό στόχο τη διερεύνηση των δυνατοτήτων στην ανάπτυξη μίας web GIS εφαρμογής 
με τη χρήση ενός χωρικού server. Σαν χωρικός server χρησιμοποιήθηκε το λογισμικό 
GeoServer. 
Σαν  οδηγός  για  την  ανάπτυξη  της  web   εφαρμογής,  χρησιμοποιήθηκε  το 
πρόβλημα της διαχείρησης των δασών και των φυσικών καταστροφών σε αυτά, επειδή 
σαν θέμα συναντά πολλές από τις προκλήσεις - απαιτήσεις μιας χωρικής εφαρμογής. 
Ωστόσο η εφαρμογή δεν στοχεύει αποκλειστικά στο συγκεκριμένο πρόβλημα, ούτε το 
εξαντλεί, απλά χρησιμοποιήθηκε σαν ερέθισμα για ιδέες υλοποίησης. Επιχειρήθηκε να 
δημιουργηθεί ένα ανοιχτό πλαίσιο εφαρμογής σε ότι  αφορά τη θεματολογία που θα 
αντιμετωπίζει,  τα  χαρακτηριστικά  της,  και  τη  δυνατότητα  χρήσης  της.  Αυτό  απλά 
σημαίνει  ότι  μπορεί  να χρησιμοποιείται  σε μία σειρά από περιπτώσεις  που χρήζουν 
συλλογής και επεξεργασίας γεωγραφικών δεδομένων, από διαφορετικούς χρήστες, με 
διαφορετικά δικαιώματα-δυνατότητες και διαφορετική θεματολογία.
Για την ανάπτυξη της web εφαρμογής χρησιμοποιήθηκε η Javascript βιβλιοθήκη 
OpenLayers, ενώ για την αποθήκευση των δεδομένων η βάση δεδομένων PostGreGIS.
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1.2 Οργάνωση της εργασίας
Στο  2ο  κεφάλαιο  γίνεται  μία  παρουσίαση  GIS  εννοιών,  η  περιγραφή  του 
περιβάλλοντος σε ότι αφορά το GIS ανοιχτό λογισμικό, καθώς και η παρουσίαση των 
κυριότερων  προϊόντων  λογισμικού  στον  χώρο  αυτό.  Ιδιαίτερη  έμφαση  δίνεται  στο 
λογισμικό  που  χρησιμοποιήθηκε  στην  ανάπτυξη  της  εφαρμογής.  Η  κατανόηση 
ορισμένων  σημείων  του  κεφαλαίου  απαιτεί  γνώση  των  τεχνολογιών  που 
παρουσιάζονται στο 3ο κεφάλαιο.
Στο  3ο  κεφάλαιο  παρουσιάζονται  οι  τεχνολογίες  που  εμπλέκονται  στην 
υλοποίηση  ενός  τέτοιου  έργου.  Το  βάρος  εδώ  δίνεται  ανάλογα  με  το  βάρος 
/χρησιμότητα της γνώσης /κατανόησής τους για την ανάπτυξη της εφαρμογής, καθώς 
και το κατά πόσο είναι ευρύτερα γνωστές. Έτσι δεν γίνεται αναφορά π.χ.  στην Java, 
γλώσσα στην οποία είναι γραμμένος ο Geoserver, επειδή δεν απαιτείται η γνώση της 
για τη χρήση του. Σε ότι αφορά το δεύτερο κριτήριο, που είναι και κάπως υποκειμενικό, 
θεωρήθηκαν γνωστές τεχνολογίες αυτές της HTML, CSS, PHP και βάσεων δεδομένων 
(αναφορά γίνεται μόνο στα χωρικά χαρακτηριστικά των Β.Δ.  στο 2ο κεφάλαιο), κάτι 
που προκύπτει και από το πρόγραμμα σπουδών του συγκεκριμένου μεταπτυχιακού. 
Στο τέταρτο κεφάλαιο παρουσιάζεται η εφαρμογή. 
Στα παραρτήματα, κάποιες συμπληρωματικές πληροφορίες (κώδικας κ.λ.π.) για 
την εφαρμογή.
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Κεφάλαιο 2
Γεωγραφικά πληροφορικά συστήματα
2.1 Γενικά για τα GIS
Με τη πλέον αυστηρή έννοια, ο όρος GIS (σύστημα γεωγραφικών πληροφοριών - 
geographic information system) περιγράφει  οποιοδήποτε σύστημα πληροφοριών που 
ενσωματώνει,  αποθηκεύει,  επεξεργάζεται,  αναλύει,  διαμοιράζεται  και  απεικονίζει 
γεωγραφικές  πληροφορίες.  Με  μία  γενικότερη προσέγγιση,  οι  GIS  εφαρμογές  είναι 
εργαλεία  τα  οποία  επιτρέπουν  στους  χρήστες  να  δημιουργούν  αλληλεπιδραστικά 
ερωτήματα για την ανάλυση χωρικών πληροφοριών,  επεξεργασία δεδομένων, χαρτών 
και να προβάλουν τα αποτελέσματα αυτών των ενεργειών τους. 
2.2 Η ιστορία του GIS 
Η  ιστορία  της  χρήσης  γεωγραφικής  πληροφορίας  χάνεται  στα  βάθη  της 
ανθρώπινης ιστορίας. 
Σε ότι μας αφορά, η ιστορία των GIS εφαρμογών για υπολογιστικά συστήματα 
ξεκινάει το 1962 με την ανάπτυξη του πρώτου υπολογιστικού GIS από τον  Dr. Roger 
Tomlinson στην Ottawa, Ontario, Canada με την ονομασία CGIS(Canada Geographic 
Information System). Σκοπός του   CGIS ήταν η διαχείριση των εδαφών του Καναδά. 
Το CGIS λειτούργησε μέχρι το 1990 και συνετέλεσε στη δημιουργία ενός τεραστίου 
αποθέματος  πληροφορίας  για  τα  εδάφη  του  Καναδά.  Από  άποψη  λειτουργικότητας 
προσέφερε  τη  δυνατότητα  επικαλύψεων(overlays),  ένα  παράγοντα  βαθμολογίας  που 
επέτρεπε  την  ανάλυση,  δυνατότητα  μετρήσεων,  υιοθετούσε  ένα  τοπικό  -  εθνικό 
σύστημα   συντεταγμένων  και  αποθήκευε  τη  χωρική  πληροφορία  και  τα 
χαρακτηριστικά(attributes) των αντικειμένων σε ξεχωριστά αρχεία.[28]
Το  1964  δημιουργήθηκε  το   Laboratory  for  Computer  Graphics  and  Spatial 
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Analysis  (εργαστήριο  γραφικών Η/Υ και  χωρικής  ανάλυσης)  στο Harvard  Graduate 
School of Design. Εκεί αναπτύχθηκαν πολλές σημαντικές θεωρητικές έννοιες σε ότι 
αφορά  τον  χειρισμό  χωρικών  δεδομένων  και  τη  δεκαετία  του  1970  εκδόθηκαν 
καινοτόμα λογισμικά, όπως το «SYMAP», «GRID» και «ODYSSEY» που αποτέλεσαν 
βάση για τη μετέπειτα ανάπτυξη λογισμικού, στα πανεπιστήμια, ερευνητικά κέντρα και 
επιχειρήσεις σε όλο τον κόσμο.[28]
Από  τις  αρχές  της  δεκαετίας  του  1980,  οι  M  &  S  Computing, 
ESRI(  Environmental  Systems  Research  Institute)  και  CARIS  (Computer  Aided 
Resource Information System) εξέδωσαν εμπορικό GIS λογισμικό,  που ενσωμάτωνε 
πολλές από τις δυνατότητες του CGIS, συνδυάζοντας τη προσέγγιση της πρώτης γενιάς 
για  διαχωρισμό  των  χωρικών  δεδομένων  από  τα  χαρακτηριστικά(attributes)  με  μια 
δεύτερης  γενιάς  προσέγγιση  για  αποθήκευση  των  χαρακτηριστικών  σε  βάση 
δεδομένων. [28]
Παράλληλα ξεκίνησε η  ανάπτυξη δύο ακόμα λογισμικών,  του MOSS και  του 
GRASS  GIS.  Το   GRASS  GIS  ξεκίνησε  το  1982  από  τον  U.S.  Army  Corps  of 
Engineering Research Laboratory για στρατιωτικούς σκοπούς. 
Κατά τα τέλη των 1980s και κατά τα 1990s με την είσοδο των προσωπικών Η/Υ, 
σημειώθηκε μεγάλη ανάπτυξη στη χρήση του  GIS λογισμικού. Στη συνέχεια με την 
ανάπτυξη του Internet, πρόβαλε και η επιθυμία πρόσβασης σε GIS πληροφορίες μέσω 
του  διαδικτύου,  κάτι  που  προϋπέθετε  την  ανάπτυξη  προτύπων  για  τη  μορφή  των 
δεδομένων και τη μετάδοσή τους. 
Σήμερα υπάρχει ένας σημαντικός και αυξανόμενος αριθμός ελεύθερου, ανοιχτού 
κώδικα λογισμικού GIS, για την υλοποίηση αντίστοιχων εφαρμογών.
2.3 Αναπαράσταση δεδομένων GIS 
Τα GIS δεδομένα αναπαριστούν αντικείμενα του πραγματικού κόσμου (δρόμους, 
δάση, υψόμετρα) με ψηφιακά δεδομένα. Παραδοσιακά υπάρχουν δύο μέθοδοι για την 
αποθήκευση των GIS δεδομένων. Η μέθοδος Raster και η Vector .
15
2.3.1 Raster δεδομένα
Εικόνα 1: Υψομετρικό ψηφιακό μοντέλο [28]
Ο  τύπος  Raster  είναι  παρόμοιος  με  αυτό  της  ψηφιακής  εικόνας.  Η  μονάδα 
πληροφορίας  σε  μια  ψηφιακή  εικόνα  είναι  το  pixel.  Ο  συνδυασμός  των  pixels 
δημιουργεί την εικόνα. Παρόμοια ένα Raster αρχείο αποτελείται από κελιά. Σε κάθε 
κελί  αποθηκεύεται  μία  τιμή.  Όταν  πρόκειται  για  εικόνα  η  τιμή  αυτή  μπορεί  να 
απεικονισθεί  με  το  χρώμα  του  pixel.  Για  τα  υπόλοιπα  χαρακτηριστικά  μιας  θέσης, 
μπορεί να αντιστοιχηθεί κάθε κελί με μία εγγραφή ενός πίνακα χαρακτηριστικών. Τα 
Raster  δεδομένα αποθηκεύονται  σε διάφορες  μορφές  όπως αρχεία TIF,  JPEG, PNG 
κ.λ.π. , ή με τη μορφή BLOBs σε σχεσιακές βάσεις δεδομένων.  
2.3.2 Vector δεδομένα
Στο  GIS,  τα  γεωγραφικά  στοιχεία  συχνά  αντιμετωπίζονται  σαν  vectors 
(διανύσματα). Στη περίπτωση αυτή περιγράφονται σαν γεωμετρικά στοιχεία. Τα πλέον 
κοινά γεωμετρικά στοιχεία που χρησιμοποιούνται για μια vector περιγραφή είναι τα 
σημείο, γραμμή και πολύγωνο.
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Εικόνα 2: απλός Vector χάρτης με σημεία, γραμμές και πολύγωνα[28]
• Σημεία 
Τα  μηδενικής  διάστασης  σημεία,  χρησιμοποιούνται  για  γεωγραφικά  στοιχεία 
που  μπορούν  να  αναφερθούν  με  απλή  αναφορά  θέσης.  Π.χ.  Πηγάδια, 
αυτοκίνητα,  σημεία  ενδιαφέροντος  κ.λ.π.  Μπορούν  να  απεικονίσουν  και 
επιφάνειες  όταν  χρησιμοποιείται  μικρή  κλίμακα.  Δε  έχουν  μετρήσιμα 
χαρακτηριστικά.
• Γραμμές  
Μονοδιάστατες  γραμμές  χρησιμοποιούνται  για  τη  περιγραφή  γραμμικών 
στοιχείων όπως δρόμους, ποτάμια κ.λ.π. Όλα αυτά σε μεγάλη κλίμακα μπορεί να 
ενδιαφέρουν και σαν πολύγωνα. Σε μικρές κλίμακες ωστόσο μας ενδιαφέρει η μία 
διάσταση, που εκφράζεται με τη γραμμή. Στις γραμμές μπορούμε να μετρήσουμε 
το μήκος. 
• Πολύγωνα 
Τα δισδιάστατα  πολύγωνα χρησιμοποιούνται  για  την  απεικόνιση  γεωγραφικών 
στοιχείων που καταλαμβάνουν κάποια έκταση, όπως λίμνες, δάση, όρια πόλεων 
κ.λ.π.. Στα πολύγωνα μπορούμε να μετρήσουμε περίμετρο και έκταση.
Κάθε  ένα  vector  στοιχείο  μπορεί  να  σχετίζεται  με  μία  εγγραφή  σε  μια  βάση 
δεδομένων,  όπου  εκτός  από  τη  γεωμετρία  του  μπορεί  να  περιγράφονται  τα 
χαρακτηριστικά του. Π.χ. Ένα θέμα για λίμνες  μπορεί να περιέχει τα χαρακτηριστικά 
βάθος,  επίπεδο μόλυνσης,  περιεκτικότητα αζώτου κλπ.  Οι  πληροφορίες  μπορούν να 
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χρησιμοποιηθούν κατά την απεικόνιση,  χρωματίζοντας  π.χ.  τη λίμνη ανάλογα με το 
επίπεδο μόλυνσης. 
2.3.3 Πλεονεκτήματα – μειονεκτήματα Raster / Vector
- Τα Raster αρχεία είναι συνήθως μεγαλύτερα διότι αποθηκεύουν πληροφορίες για 
όλα τα σημεία, ενώ τα vector μόνο όταν χρειάζεται.
- Τα Raster υλοποιούν ευκολότερα λειτουργίες επικάλυψης (overlay)
- Τα raster είναι αποτελεσματικότερα στα συνεχή δεδομένα (υψόμετρο), όπου τα 
vector  πρέπει  να  χρησιμοποιήσουν  μεθόδους  υπολογισμού  (πχ  interpolation)  για 
εκτίμηση των τιμών των θέσεων.
-  Τα  raster  εξαρτώνται  από  την  ανάλυση  του  χάρτη,  κάτι  που  μπορεί  να 
προκαλέσει φτωχή απόδοση.
- Τα Vector είναι πιο ευέλικτα στη καταχώριση, προβολή, pan-zoom 
- Τα Vector είναι πιο συμβατά με τις σχεσιακές βάσεις δεδομένων.
- Τα Vector δεδομένα ενημερώνονται ευκολότερα, ενώ μία raster εικόνα πρέπει να 
ξαναδημιουργηθεί σε κάθε τροποποίηση
-  Τα  Vector  δεδομένα  έχουν  μεγαλύτερες  δυνατότητες  ανάλυσης,  ειδικά  όταν 
πρόκειται για δίκτυα (δρόμους κ.λ.π.) 
- H αλγοριθμική ανάλυση στα vectors είναι συνήθως περίπλοκη και απαιτητική 
σε επεξεργασία. Αυτό περιορίζει τη λειτουργικότητά τους για μεγάλα set δεδομένων.
– Στα  vectors  είναι  είναι  αδύνατη  η  χωρική  ανάλυση  στο  εσωτερικό  των 
πολυγώνων.[2]
2.3.4 Μη χωρικά δεδομένα
Τα μη χωρικά δεδομένα που συνδέονται με κάποιο γεωμετρικό στοιχείο ή κάποιο 
raster κελί, μπορούν να αποθηκεύονται σε πίνακες ΒΔ. Για τα μεν vector κάθε εγγραφή 
μπορεί να περιέχει τα χωρικά και τα μη χωρικά δεδομένα στα απαραίτητα πεδία. Στα 
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raster δεδομένα, η μη χωρική πληροφορία μπορεί να αποθηκεύεται σαν τιμή του κελιού, 
ή όταν αυτό δεν επαρκεί, η τιμή του κελιού μπορεί να χρησιμοποιηθεί σαν δείκτης που 
το συσχετίζει με μία εγγραφή κάποιου πίνακα.
2.4 Συστήματα συντεταγμένων
Τα  Χωρικά  συστήματα  αναφοράς  (SRS  spatial  referencing  system  ή  CRS 
coordinate referencing system) είναι τρόποι αναφοράς μίας χωρικής θέσης σε σχέση με 
κάποιο κεντρικό σημείο. Υπάρχουν διάφοροι τρόποι για να γίνει αυτό.
• Το  γεωκεντρικό  σύστημα  συντεταγμένων,  που  βασίζεται  στο 
ορθοκανονικό(X,Y,Z) σύστημα συντεταγμένων με αρχή αξόνων το κέντρο της 
γης. Το χρησιμοποιούν εσωτερικά τα GPS για να κάνουν τους υπολογισμούς 
τους. Δεν είναι πρακτικά για τον άνθρωπο που αντιλαμβάνεται τη γη με όρους 
ανατολής, δύσης, βορά, νότου ισημερινού, μεσημβρινών κ.λ.π.
• Το σφαιρικό ή γεωγραφικό σύστημα συντεταγμένων, είναι το πιο γνωστό. 
Βασίζεται  στις  γωνίες  σε  σχέση  με  τον  ισημερινό  και  τον  πρωτεύοντα 
μεσημβρινό.  Τα  ύψη  καθορίζονται  σε  σχέση  με  το  μέσο  επίπεδο  θαλάσσης 
(γεωδαιτική γραμμή, geoid), ή το datum(σφαιροειδής γραμμή, spheroid). 
• Το Καρτεσιανό σύστημα συντεταγμένων αντιμετωπίζει τη γη σαν επίπεδη 
επιφάνεια και χρησιμοποιείται για προβολές. 
Η γεωδαιτική γραμμή περιγράφει την επιφάνεια της γης όπως θα διαμορφωνόταν 
αν η γη είχε στην επιφάνεια μόνο νερό, μέσα από το νόμο της βαρύτητας. Το σχήμα 
αυτό  δεν  θα  ήταν  έλλειψη  λόγω  βαρυτικών  ανομοιoμορφιών.  Για  μια  πιο 
εξιδανικευμένη  περιγραφή  χρησιμοποιείται  το  datum που  είναι  μία  σφαιροειδής  (ή 
ελλειψοειδής) περιγραφή της γης. Ο υπολογισμός του κέντρου γίνεται από επιλεγμένα 
σημεία της σφαιροειδούς επιφάνειας. Για το λόγο αυτό υπάρχουν διαφορετικά datums 
για διαφορετικούς σκοπούς. Επίσης τα datums πρέπει να ανανεώνονται κατά περιόδους 
λόγω της κίνησης της επιφάνειας της γης.
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Εικόνα 3: geoid απεικόνιση της γης (κάπως υπερβολική)
Εικόνα 4: Η επιφάνεια της γης σε σχέση με τις geoid και spheroid 
2.4.1 Το παγκόσμιο γεωδαιτικό σύστημα (WGS, World Geodetic 
System)
To WGS είναι ένα πρότυπο που συνδυάζει ένα πρότυπο πλαίσιο συντεταγμένων 
της γης για τον καθορισμό μίας χωρικής θέσης, ένα πρότυπο σφαιροειδούς επιφάνειας 
(datum) για τον καθορισμό του υψομέτρου της και ένα γεωδαιτικό πρότυπο για τον 
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ορισμό της  επιφάνειας  της  θάλασσας.  Η τελευταία  έκδοση είναι  η   WGS 84 ,  με 
τελευταία αναθεώρηση το 2004. 
Η αρχή των συντεταγμένων του είναι στο κέντρο της γης και το λάθος εκτιμάται 
σε λιγότερο των 2 cm. Χρησιμοποιεί σφαιρικές συντεταγμένες.
Ο  μεσημβρινός  0  είναι  5.31  δεύτερα  της  μοίρας  ανατολικά  του  πρωτεύοντα 
μεσημβρινού  του  Greenwich  ( 102.5   μέτρα  απόκλιση  στο  ύψος  του  Royal 
Observatory).
Περιγράφει το σφαιροειδές σχήμα της γης σαν πεπλατυσμένο στους πόλους, με 
ακτίνες  a = 6,378,137 m στον ισημερινό και  b = 6,356,752.314  m στους πόλους. 
Χρησιμοποιεί το  EGM96 μοντέλο γεωειδούς
2.4.2 Προβολές, προβολικά συστήματα
Η προβολή είναι ένα μαθηματικό πρόβλημα μεταφοράς της πληροφορίας από τη 
κυρτή επιφάνεια της γης σε ένα δισδιάστατο μέσο (χαρτί, οθόνη). Δεν υπάρχει ιδανική 
λύση. Όλα τα προβολικά μοντέλα αλλοιώνουν παραμέτρους της πληροφορίας. Άλλα 
απεικονίζουν σωστά την έκταση, άλλα τις  γωνίες  ενώ κάποια άλλα προσπαθούν να 
κρατήσουν τη παραμόρφωση των παραμέτρων μέσα σε κάποια όρια. Κάθε προβολικό 
σύστημα δημιουργείται για να εξυπηρετήσει συγκεκριμένους σκοπούς.
  2.4.2.1 Mercator 
Η προβολή Mercator είναι μια κυλινδρική προβολή, όπως φαίνεται στην εικόνα 
5.  Παραμορφώνει  σχήματα  και  μεγέθη  μεγάλων  σχημάτων.  Διατηρεί  σχετικά 
αναλλοίωτα τα μικρά σχήματα καθώς και τις γωνίες. Η παραμόρφωση μεγαλώνει όσο 
μετακινούμαστε στους πόλους, ενώ στον ισημερινό δεν υπάρχει παραμόρφωση.
Χρησιμοποιείται  από  τη  Google  maps  καθώς  και  από  άλλες  εμπορικές 
χαρτογραφικές εφαρμογές. Αν και η παραμόρφωση είναι σημαντική σε μικρή κλίμακα, 
σε μεγάλη κλίμακα (τοπική εστίαση) είναι σχετικά μικρή.
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Εικόνα 5: προβολή Mercator [28]
  2.4.2.2 transverse Mercator projection
Η προβολή transverse Mercator είναι επίσης κυλινδρική προβολή. Ο κύλινδρος 
ωστόσο  έχει  μετατοπιστεί  90°,  όπως  στην  εικόνα  6.  Με  αυτό  το  τρόπο,  ο  χάρτης 
σχηματίζεται  εκατέρωθεν  ενός  κεντρικού  μεσημβρινού.  Η  παραμόρφωση  στον 
μεσημβρινό  αυτό  είναι  ανύπαρκτη,  αυξάνεται  καθώς  μετακινούμαστε 
δυτικά/ανατολικά.  Είναι  ιδανικό  για   χαρτογράφηση  περιοχών  με  στενό  εύρος 
γεωγραφικού μήκους (π.χ. Χιλή) και μικρές χώρες μακριά από τον ισημερινό (Ελλάδα). 
Εικόνα 6: transverse Mercator [28]
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2.5 Πρότυπα
2.5.1 EPSG - OGP
Η EPSG  (European  Petroleum  Survey  Group) (1986  –  2005)  ήταν  ένας 
επιστημονικός οργανισμός (με δεσμούς με τη πετρελαϊκή βιομηχανία) που εργάζονταν 
σε  θέματα  εφαρμοσμένης  γεωδαισίας  και  χαρτογραφίας.  Δημιούργησε  το  EPSG 
γεωδαιτικό  σύνολο  παραμέτρων,  που  αποτελεί  μια  ευρέως  χρησιμοποιούμενη  βάση 
δεδομένων ελλειψοειδών της γης, datums,  συστημάτων συντεταγμένων και προβολής, 
μονάδων μετρήσεων κ.λ.π.[10][28]
Το  ρόλο  της  από  το  2005  συνεχίζει  η   OGP Surveying  and  Positioning 
Committee.
Τα διάφορα χωρικά συστήματα αναφοράς, σε συνδυασμό με την οριοθέτησή τους 
και τις χρησιμοποιούμενες μονάδες μέτρησης, αντιστοιχίζονται σε EPSG κωδικούς.
Κάποιοι χρήσιμοι EPSG κωδικοί:
EPSG:4326 αναφέρεται  στο  WGS84,  είναι  παγκόσμιο  με  μονάδα  μέτρησης 
μοίρες.
EPSG:900913 προβολή  Spherical  Mercator,  θεωρεί  τη  γη  ιδανική  σφαίρα, 
χρησιμοποιείται  από  Google,  Yahoo,  VirtualEarth  (Microsoft)  μεταξύ  άλλων,  στους 
χάρτες τους.
EPSG:2100 προβολή  Transverse_Mercator  με  μονάδα  μέτρησης  μέτρα,  και 
WGS84 όρια: 18.2700, 33.2300, 29.9700, 41.7700 όπως στην εικόνα 7.
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Εικόνα 7: το EPSG:2100 SRS(Spatial Referencing System)[25]
2.5.2 OGC
Το Open Geospatial Consortium (OGC, http://www.opengeospatial.org/) είναι μια 
κοινοπραξία   388  εταιριών,  κυβερνητικών   υπηρεσιών  και  τα  πανεπιστημίων  που 
συμμετέχουν σε μια συναινετική διαδικασία ανάπτυξης προτύπων για τις GIS διεπαφές. 
Σκοπός είναι η διαλειτουργικότητα των GIS εφαρμογών στο διαδίκτυο, τις ασύρματες 
υπηρεσίες,  τις  υπηρεσίες  εντοπισμού  θέσης  και  γενικότερα  τις  τεχνολογίες  της 
πληροφορίας. Δίνει με το τρόπο αυτό την δυνατότητα ανάπτυξης χρήσιμων εφαρμογών 
με πρόσβαση σε χωρικές υπηρεσίες και πληροφορίες. Το OpenGIS ® είναι ένα σήμα 
του OGC και συνοδεύει τα πρότυπα και τα έγγραφα που παράγονται από το OGC. Το 
OpenGIS σήμα φέρουν και τα προϊόντα που ενσωματώνουν (συμμορφώνονται με) τα 
πρότυπα. [28]
2.6 Το open source GIS περιβάλλον 
Αναφέρω εδώ έναν οργανισμό, μία μη-κερδοσκοπική εταιρεία και ένα λογισμικό 
με καθοριστικό ρόλο στην ανάπτυξη του διαδικτυακού GIS.
2.6.1 OSGeo
Η OSGeo (Open Source Geospatial Foundation, http://www.osgeo.org/) είναι μια 
μη κερδοσκοπική οργάνωση με σκοπό  την υποστήριξη της ανάπτυξης και διάδοσης της 
χρήσης του ανοιχτού κώδικα γεω-χωρικού λογισμικού,  καθώς και  τη προώθηση της 
24
συνεργασίας στην ανάπτυξη ανοιχτών γεω-χωρικών τεχνολογιών και  δεδομένων.  Το 
ίδρυμα  παρέχει  οικονομική,  οργανωτική  και  νομική   υποστήριξη  στην  ευρύτερη 
κοινότητα  γεω-χωρικών  εφαρμογών  ανοιχτού  κώδικα.  Επίσης  προσφέρει  υπηρεσίες 
ανεξάρτητης  νομικής  οντότητας,  στην  οποία  τα  μέλη  μπορούν  να  συνεισφέρουν 
κώδικα,  ή  άλλους  πόρους,  για  χρήση  προς  δημόσιο  όφελος,  καθώς  και  υπηρεσίες 
ανεξάρτητης αρχής για την υπεράσπιση των σκοπών της κοινότητας.
Τα έργα της OSGeo είναι διαθέσιμα δωρεάν για χρήση σύμφωνα με του όρους 
χρήσης ανοιχτού λογισμικού.
Πιο συγκεκριμένα, οι στόχοι της OSGeo συνοπτικά, είναι:
● παροχή  πόρων  για  ανάπτυξη  λογισμικού  υποδομής(frameworks, 
platforms) - λογισμικό, χρηματοδότηση,  νομική βοήθεια.
● προωθεί τα δωρεάν διαθέσιμα γεω-δεδομένα
● προωθεί την χρήση των προϊόντων (εκπαίδευση, κατάρτιση)
● ενθαρρύνει την εφαρμογή των ανοιχτών προτύπων και την βασισμένη στα 
πρότυπα διαλειτουργικότητα του λογισμικού υποδομής 
● πιστοποιεί ποιότητα των προϊόντων, επιτρέποντας τη χρήση του brand της
● ενθαρρύνει την επικοινωνία και συνεργασία μεταξύ των OSGeo μελών 
●
Αυτή τη στιγμή, κάτω από την ομπρέλα της  OSGeo είναι κατά κατηγορία:
Web Mapping
• deegree 
• GeoServer 
• Mapbender 
• MapBuilder 
• MapFish 
• MapGuide Open Source 
• MapServer 
• OpenLayers 
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Desktop Applications
• GRASS GIS 
• OSSIM 
• Quantum GIS 
• gvSIG 
Geospatial Libraries
• FDO 
• GDAL/OGR 
• GEOS 
• GeoTools 
• MetaCRS 
• PostGIS 
Metadata Catalog
• GeoNetwork 
Other Projects
• Public Geospatial Data 
• Education and Curriculum 
ενώ  άλλα  προϊόντα  είναι  σε  διαδικασία  συμπερίληψης  τους  στον   OSGeo 
κατάλογο (incubation).
2.6.2 OpenGeo
H OpenGeo είναι ένας νέου τύπου οργανισμός, με υβριδικό χαρακτήρα σε ότι 
αφορά το μη κερδοσκοπικό χαρακτηριστικό της. 
 Ο  στόχος  της  είναι  να  κάνει  πιο  ανοικτή  τη  γεω-χωρική  πληροφορία, 
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αναπτύσσοντας  (δωρεάν)  λογισμικό  ανοιχτού  κώδικα   και  συμμετέχοντας  στην 
κοινότητα ανοιχτού GIS λογισμικού. Δεν στηρίζεται ωστόσο στην εθελοντική εργασία 
για  την  ανάπτυξη  του  λογισμικού,  αλλά  προσφέρει  στα  μέλη  της  ανταγωνιστικές 
αμοιβές  με  τις  αντίστοιχες  εμπορικές  επιχειρήσεις.  Για  την  εξασφάλιση των πόρων 
ανταγωνίζεται στην αγορά για συμβάσεις έργων, όπως μια παραδοσιακή εταιρεία.  Η 
μη  κερδοσκοπική  δέσμευσή  της  εξασφαλίζει  την  επανεπένδυση  του  συνόλου  της 
κερδοφορίας της για την επίτευξη των σκοπών της. 
Με  τον  τρόπο  αυτό  έχει  καταφέρει  να  καταρτίσει  μια  διεθνή  ομάδα  ειδικών 
υψηλών προσόντων που συνεργάζονται για τη παραγωγή καλού (κατά τον ισχυρισμό 
τους του καλύτερου) γεω-χωρικού διαδικτυακού λογισμικού.
Η  OpenGeo είναι  η  μετεξέλιξη  της  ομάδας  που  ξεκίνησε  την  ανάπτυξη  του 
Geoserver το 2001 υπό την χρηματοδότηση της The Open Planning Project (μίας επίσης 
μη κερδοσκοπικής τεχνολογικής επιχείρησης με στόχο την ανάπτυξη και ενσωμάτωση 
τεχνολογιών από τις κυβερνήσεις για την αύξηση της διαφάνειας στις λειτουργίες του 
κράτους).
Συμμετέχει ενεργά στην ανάπτυξη των GeoServer, PostGIS και OpenLayers. 
2.6.3 GeoTools
Η GeoTools είναι μια open source (LGPL) βιβλιοθήκη Java κώδικα,  που δίνει 
μεθόδους συμβατές με τα OGC πρότυπα για τον χειρισμό των γεω-χωρικών δεδομένων 
και την ανάπτυξη GIS εφαρμογών. Είναι ένα από τα πρώτα έργα της OSGeo, και έχει 
χρησιμοποιηθεί  σαν  υποδομή  για  την  ανάπτυξη  εφαρμογών  όπως  το  uDig  και  ο 
Geoserver. 
2.7 Το GIS στο Internet
Το  Internet  έχει  εισβάλει  στο  χώρο  του  GIS  χάρη  στις  προσπάθειες 
προτυποποίησης της Open Geospatial Consortium, και την επιρροή προϊόντων όπως το 
Google Maps. 
Τα μέρη που συμμετέχουν σε μία διαδικτυακή ανταλλαγή χωρικής πληροφορίας 
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επικοινωνούν σύμφωνα με την αρχιτεκτονική client – server. Αυτά μπορεί να είναι:
Server side:
– Servers χωρικών δεδομένων: Ενώ ένας web server προσφέρει υπηρεσίες web, 
για τη δημιουργία ιστοσελίδων, οι χωρικοί server προσφέρουν υπηρεσίες μετάδοσης 
– επεξεργασίας χωρικής πληροφορίας.
– Χωρικές  βάσεις  δεδομένων:  Πρόκειται  για  επεκτάσεις  των κοινών βάσεων 
δεδομένων για την αποθήκευση – επεξεργασία χωρικών δεδομένων. Συνεργάζονται 
με τους χωρικούς servers, αλλά μπορεί να χρησιμοποιηθούν και αυτόνομα.
Client side
– Desktop  εφαρμογές:  Εφαρμογές  GIS  που  υποστηρίζουν  τα  πρωτόκολλα 
ανταλλαγής χωρικής πληροφορίας. Σε σχέση με τις κοινές GIS εφαρμογές, μπορούν 
να  συνδέονται  με  τους  χωρικούς  servers  ή  τις  χωρικές  βάσεις  δεδομένων  για 
ανάγνωση ή τροποποίηση πληροφορίας. 
– Web  εφαρμογές:  Χρησιμοποιούν  τη  web  τεχνολογία  για   ανάγνωση, 
επεξεργασία και τροποποίηση των χωρικών δεδομένων. 
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Εικόνα 8: Το GIS στο διαδίκτυο [5] 
Στη  συνέχεια  παρουσιάζονται  οι  κυριότερες  από  αυτές,  με  έμφαση  στις 
GeoServer,  PostGIS  και  OpenLayers  που  χρησιμοποιήθηκαν  για  την  ανάπτυξη  του 
συστήματος.
2.7.1 PostGIS
  2.7.1.1 Τι είναι η PostgreSQL
Η  PostgreSQL (http://www.postgresql.org/)  είναι  μία  από  τις  δημοφιλέστερες, 
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παγκοσμίως, open source βάσεις δεδομένων με ισχυρή υποστήριξη τύπων γεωγραφικών 
δεδομένων  και  μεγάλης  κλίμακας  εφαρμογές.  Παρέχονται  interfaces  για  γλώσσες 
προγραμματισμού  όπως  Perl,  Python,  C/C++,Embedded  SQL,  Delphi/Kylix/Pascal, 
VB, PHP, ASP, Java, και τις τεχνολογίες ODBC, JDBC. Η διαχείριση γίνεται κυρίως 
μέσω του PgAdmin IIΙ, αλλά και άλλες εφαρμογές τρίτων: (PgAccess , PhpPgAdmin, 
WinSQL).  Αν  και  η  PostgreSQL  υποστηρίζει  από  μόνη  της  χωρικούς  τύπους 
δεδομένων,  αυτοί  δεν  ακολουθούν  ικανοποιητικά  το  πρότυπο  OGC  (Open  GIS 
Consortium).
  2.7.1.2 Τι είναι η PostgreGIS
H PostGIS (http://postgis.refractions.net/): είναι μία επέκταση της PostgreSQL για 
να υποστηρίζει χωρικά δεδομένα, σύμφωνα με το πρότυπο του OGC. Παρέχει ειδικούς 
τελεστές  για  τη  σύνταξη  ερωτημάτων,  λειτουργίες  συνάθροισης  επάνω  σε  χωρικά 
δεδομένα καθώς και χωρικές συναρτήσεις. Επιτρέπει επίσης την ανάθεση προβολικών 
συστημάτων  στα  χωρικά  δεδομένα.  Τέλος,  μπορεί  να  χρησιμοποιηθεί  για  να 
οπτικοποιηθούν τα δεδομένα μέσω ειδικών εφαρμογών όπως το QuantumGIS, το uDig, 
o Map Server και ο Geoserver.
[22]
  2.7.1.3 Τύποι και αναπαράσταση GIS αντικειμένων στη 
PostgreGIS
Ο τύπος  των  πεδίων  των  γεωγραφικών  δεδομένων  είναι  geometry.  Στα  πεδία 
geometry, μπορούν να αποθηκευτούν γεωγραφικά αντικείμενα των τύπων point, line, 
polygon, multipoint, multiline, multipolygon, και geometrycollections 
Το  OpenGIS  πρότυπο  ορίζει  δύο  τρόπους  αναπαράστασης  των  χωρικών 
δεδομένων:  Τη μορφή Well-Known Text  (WKT) και  τη μορφή Well-Known Binary 
(WKB).  Και  οι  δύο  αναπαραστάσεις  περιέχουν  τη  πληροφορία  του  τύπου  του 
αντικειμένου καθώς και τις συντεταγμένες των στοιχείων που το σχηματίζουν.[22]
Η αναπαράσταση του κειμένου (WKT) είναι  κοντά στην ανθρώπινη αντίληψη 
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των χωρικών αντικειμένων και χρησιμοποιείται για την εισαγωγή τους στη PostGIS. 
Ακολουθούν παραδείγματα για κάθε αντικείμενο[22]:
 Σημείο: αναπαρίσταται σαν POINT(x y), με τις συντεταγμένες του x, y.
 Γραμμή:  αναπαρίσταται  σαν  σειρά  σημείων,  LINESTRING(x1  y1,  x2 
y2, ... , xn yn)
 Πολύγωγνο: αναπαρίσταται σαν σειρά σημείων που σχηματίζουν κλειστή 
γραμμή, POLYGON((x1 y1, x2 y2, ... , xn yn, x1 y1),(j1 k1, j2 k2, ... , jn kn, j1  
k1)).  Μπορεί μία εγγραφή να περιέχει περισσότερα του ενός κλειστά σύνολα 
σημείων (π.χ. σύμπλεγμα νησιών) όπως παραπάνω. 
 multipoint, σύνολο σημείων: MULTIPOINT(x1 y1, x2 y2)
 multiline, σύνολο γραμμών: π.χ. MULTILINESTRING((0 0,1 1,1 2),(2 3,3  
2,5 4))
 multipolygon, σύνολο πολυγώνων: π.χ. MULTIPOLYGON(((0 0,4 0,4 4,0 
4,0 0),(1 1,2 1,2 2,1 2,1 1)), ((-1 -1,-1 -2,-2 -2,-2 -1,-1 -1))) 
 geometrycollections, συλλογή γεωγραφικών αντικείμενων:   π.χ. 
GEOMETRYCOLLECTION(POINT(X1 Y1),LINESTRING(x2 y2,x3 y3))
Η Well-Known Binary  (WKB)  μορφή,  αναπαριστά  τα   χωρικά  δεδομένα  σαν 
BLOB  (binary  large  object).  To  BLOB  είναι  ένα  binary  stream  που  περιέχει  μία 
μεταβλητή ποσότητα δεδομένων. Για παράδειγμα η WKB τιμή του POINT(1 1), είναι η 
παρακάτω σειρά των 21 bytes (δεκαεξαδική αναπαράσταση) [22]
0101000000000000000000F03F000000000000F03F
η οποία αναλύεται στα παρακάτω συστατικά
Byte order : 01
WKB type   : 01000000
X          : 000000000000F03F
Y          : 000000000000F03F
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τα οποία ερμηνεύονται: 
• Το πεδίο  byte  order  μπορεί  να  είναι  1  ή  0  για  να  δείξει  το  είδος  της 
δεκαεξαδικής απεικόνισης των bytes. Η σειρά μπορεί να είναι NDR (Network 
Data  Representation,  ή  little-endian)  ή  XDR(External  Data Representation,  ή 
big-endian).
• Το πεδίο WKB type, δείχνει τον γεωμετρικό τύπο του αντικειμένου (Point, 
LineString,  Polygon,  MultiPoint,  MultiLineString,  MultiPolygon και 
GeometryCollection). 
• Ακολουθούν  οι  X  και  Y  συντεταγμένες,  σε  μορφή  αριθμού  κινητής 
υποδιαστολής – διπλής ακρίβειας.  
Οι WKB τιμές των πιο σύνθετων αντικειμένων αναπαρίστανται από συνθετότερες 
δομές. 
  2.7.1.4 Παράδειγμα 
    2.7.1.4.1 Δημιουργία πίνακα με πεδίο geometry.
Έστω ο πίνακας gtest με τα μη χωρικά χαρακτηριστικά ID  και NAME, και το 
χωρικό  πεδίο  με  ονομασία  geom.  Ο  πίνακας  δημιουργείται  με  τις  παρακάτω  SQL 
εντολές:
CREATE TABLE gtest ( ID int4, NAME varchar(20) );
SELECT AddGeometryColumn('', 'gtest', 'geom',4326,'LINESTRING',2);
Η δημιουργία του πίνακα γίνεται σε δύο στάδια. Πρώτα δημιουργούνται τα κοινά 
(μη χωρικά) πεδία με την  CREATE TABLE και στη συνέχεια το πεδίο για τα χωρικά 
δεδομένα,  τύπου  GEOMETRY,  με  την  SELECT  AddGeometryColumn(<σχήμα>, 
<πίνακας>,<πεδίο>,<EPSG  κωδικός  του  SRS>,<τύπος  γεωμετρίας>,  <αριθμός 
διαστάσεων>);.
Εναλλακτικά θα μπορούσε να δημιουργηθεί ο πίνακας με τον παραδοσιακό τρόπο 
ορίζοντας και τα τρία πεδία στην CREATE TABLE
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CREATE TABLE gtest ( ID int4, NAME varchar(20), geom GEOMETRY);
Στη περίπτωση αυτή δεν μπορούμε να ορίσουμε το SRID (παίρνει αυτόματα τη 
τιμή -1 που σημαίνει χωρίς τοπικό -native- SRS), και δεν ενημερώνονται κατάλληλα οι 
πίνακες  meta-data  της  PostGIS.  Εξαιτίας  αυτού,  μπορεί  να  αποτύχουν  πολλές 
εφαρμογές που στηρίζονται στη PostGIS. Γι' αυτό συνίσταται ο πρώτος τρόπος.
    2.7.1.4.2 Εισαγωγή εγγραφής
INSERT INTO gtest (ID, NAME, GEOM) 
VALUES (  1,   'First Geometry',   ST_GeomFromText('LINESTRING(2 3,4 5,6 5,7 8)',4326));
Η  συνάρτηση  ST_GeomFromText('LINESTRING(2  3,4  5,6  5,7  8)',  4326))  
μετατρέπει την  WKT αναπαράσταση σε δεδομένο τύπου Geometry και το εισάγει στη 
PostGIS. Το SRS είναι EPSG 4326.
  2.7.1.5 Δημιουργία χωρικών ερωτημάτων
Η σύνταξη χωρικών ερωτημάτων είναι παρόμοια με τα τη σύνταξη κοινών SQL 
ερωτημάτων.
Υπάρχουν  επιπλέον  συναρτήσεις  για  τη  διατύπωση  –  υπολογισμό  χωρικών 
παραμέτρων. Κάποιες συχνά χρησιμοποιούμενες είναι οι παρακάτω, ενώ πλήρης λίστα 
μπορεί να αναζητηθεί στο http://www.postgis.org/docs/ch08.html:
●  ST_Distance() , επιστρέφει την ελάχιστη απόσταση ανάμεσα στα g1 και 
g2
σύνοψη: float ST_Distance(geometry g1, geometry g2); 
● ST_Intersects(),  επιστρέφει true όταν τα Α και Β τέμνονται
σύνοψη: boolean ST_Intersects( geometry A , geometry B ); 
● ST_Contains(), επιστρέφει true όταν το Α περιέχει το Β 
σύνοψη: boolean ST_Contains(geometry geomA, geometry geomB); 
● ST_Area(), επιστρέφει την έκταση ενός polygon ή multi-polygon 
σύνοψη: float ST_Area(geometry g1); 
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● ST_Perimeter(),  επιστρέφει την περίμετρο ενός polygon ή multi-polygon 
float ST_Perimeter(geometry g1); 
● ST_Length(), επιστρέφει το μήκος μίας linestring ή multi- linestring 
float ST_Length(geometry a_2dlinestring);  
● ST_Within() , επιστρέφει true όταν το Α περιέχεται στο Β 
boolean ST_Within(geometry A, geometry B); 
Αν  υπάρχει  δείκτης,  θα  προηγηθεί  ο  έλεγχος  του  δείκτη  για  να  μειωθεί  ο 
πληθυσμός των προς εξέταση γεωμετρικών σχημάτων και στη συνέχεια θα ελεγχθεί 
ποιά από αυτά εκπληρούν τη συνθήκη της συνάρτησης.
Μερικά παραδείγματα
Το ερώτημα 
SELECT id, the_geom 
FROM thetable 
WHERE 
  ST_Contains(the_geom,'POLYGON((0 0, 0 10, 10 10, 10 0, 0 0))');
ζητά τα σχήματα του πίνακα thetable που περιέχονται στο πλαίσιο (0 0, 0 10, 10 
10, 10 0, 0 0).
Το ερώτημα
SELECT * FROM geotable 
WHERE ST_DWithin(geocolumn, 'POINT(1000 1000)', 100.0);
Ζητά  τα  σχήματα  (πεδίο  geocolumn)  του  πίνακα  geotable,  σε  απόσταση  100 
μονάδων μέτρησης από το σημείο (1000 1000). Η μονάδα μέτρησης εξαρτάται από το 
καθορισμένο  SRS  (χωρικό  σύστημα  αναφοράς).  Όταν  η  μονάδα  μέτρησης  του 
καθορισμένου  SRS  δεν  ικανοποιεί,  πρέπει  να  μεσολαβήσει  μετατροπή  συστήματος 
αναφοράς, όπως:
ST_AREA(st_transform((forestpoly.the_geom),2100)
Στο παράδειγμα (από την εφαρμογή) υπολογίζεται η επιφάνεια ενός πολυγώνου 
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με την συνάρτηση ST_AREA. Έστω ότι το πεδίο the_geom έχει τοπικό(native) SRS το 
EPSG:4326.  Η  μονάδα  μέτρησης  του  4326  είναι  οι  μοίρες.  Η  επιφάνεια  που  θα 
υπολόγιζε  με  ST_AREA(forestpoly.the_geom)  θα  ήταν σε  τετραγωνικές  μοίρες.  Για 
αυτό μεσολαβεί η μετατροπή στο μετρικό  EPSG:2100 (κατάλληλο για την Ελλάδα).
  2.7.1.6 Δημιουργία χωρικών δεικτών 
 Η γεωμετρική  επεξεργασία  των χωρικών ερωτημάτων είναι  πολύ χρονοβόρα. 
Χωρίς  δείκτες,  η  αναζήτηση  ενός  στοιχείου  θα  απαιτούσε  τη  σάρωση  όλων  των 
εγγραφών του πίνακα.  Η δεικτοδότηση επιταχύνει  την αναζήτηση οργανώνοντας  τα 
δεδομένα  σε  δέντρα  αναζήτησης  για  τον  εύκολο  εντοπισμό  τους.  Η  PostgreSQL 
υποστηρίζει εξ' ορισμού 3 κατηγορίες δεικτών. Τους B-Tree, R-Tree και GiST δείκτες 
[22].
 Οι B-Tree χρησιμοποιούνται για δεδομένα που μπορούν να ταξινομηθούν 
σε  έναν  άξονα.  Π.χ.  Αριθμούς,  λέξεις,  ημερομηνίες.  Τα  GIS  δεδομένα  δεν 
ανήκουν σε αυτή τη κατηγορία,  συνεπώς δεν βοηθούν οι  δείκτες  αυτοί.  Δεν 
μπορεί για παράδειγμα να απαντηθεί το ερώτημα ποιο από τα σημεία (1,1) και 
(2,3) είναι μεγαλύτερο.
 Οι  R-Tree  δείκτες,  χωρίζουν  τα  δεδομένα  σε  παραλληλόγραμμα,  υπό-
παραλληλόγραμμα κ.λ.π και χρησιμοποιούνται από ορισμένες χωρικές βάσεις 
δεδομένων.  Η  υλοποίησή  τους  ωστόσο  στη  PostgreSQL  δεν  είναι  τόσο 
αποτελεσματική, όσο αυτή των GiST δεικτών.  
 Οι GiST (Generalized Search Trees)  δείκτες,  χωρίζουν τα δεδομένα σε 
“πράγματα  στη  μία  ή  την  άλλη  πλευρά”,  “πράγματα  που  επικαλύπτονται”, 
“πράγματα  που  εμπεριέχονται"  και  χρησιμοποιούνται  σε  πολλούς  τύπους 
δεδομένων συμπεριλαμβανομένων των χωρικών.  Η PostGIS χρησιμοποιεί για 
τα χωρικά δεδομένα, έναν R-Tree δείκτη στην κορυφή ενός GiST δείκτη.
Η δημιουργία χωρικού δείκτη γίνεται με την εντολή CREATE INDEX ως εξής:
CREATE INDEX <indexname> ON <tablename> USING GIST ( <geometrycolumn> );
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2.7.2 Geoserver
Ο  Geoserver είναι  ένας  server  για  τη  προβολή  και  το  χειρισμό  χωρικών 
δεδομένων στο διαδίκτυο. Ξεκίνησε το 2001 από την  The Open Planning Project.  Η 
εφαρμογή έχει αναπτυχθεί σε Java, ενώ έχει χτισθεί πάνω στη βιβλιοθήκη GeoTools. 
Χρησιμοποιεί  τα  ανοιχτά  πρότυπα  της  Open  Geospatial  Consortium  (OGC).  Είναι 
ελεύθερο λογισμικό ανοιχτού κώδικα (GNU General Public License). Η ανάπτυξή του 
καθοδηγείται από την  GIS open-source κοινότητα (community-driven). 
Δεν χρειάζεται εγκατάσταση του Tomcat για να τρέξει, καθώς έχει ενσωματωμένο 
τον Jetty (ένας ενσωματώσιμος web-server για Java εφαρμογές).
Πρίν  την  έκδοση  2.0  χρειαζόταν  να  είναι  εγκατεστημένο  το  JDK(Java 
Development Kit). Αυτό δεν ισχύει πλέον, αρκεί το JRE. 
[8], [16] ,[17], [ 18],[19]
  2.7.2.1 Υπηρεσίες του  Geoserver
Ο Geoserver παρέχει τους ακόλουθους τύπους υπηρεσίας (OGC συμβατοί)
 WMS (Web Map Service): Εξυπηρετεί αιτήματα στο web, δημιουργώντας 
και παρουσιάζοντας χάρτες με τη μορφή αρχείων εικόνας. 
 WFS (Web Feature Service): Εξυπηρετεί αιτήματα στο web, δίνοντας τις 
γεωγραφικές πληροφορίες που συνθέτουν έναν χάρτη. Δεν επιστρέφει (όπως το 
WMS) μία εικόνα η οποία δεν επιδέχεται άλλη επεξεργασία, αλλά τα χωρικά 
στοιχεία  που  την  συνθέτουν.  Έτσι  η  άλλη  πλευρά  (ο  πελάτης),  μπορεί  να 
συνθέσει την εικόνα, αλλά και να επεξεργαστεί τα δεδομένα που τη συνθέτουν. 
Επιπλέον με το WFS-T (Web Feature Service – Transactional) μπορεί ο πελάτης 
να τροποποιεί τα δεδομένα και να τα επανα-υποβάλει στον εξυπηρετητή.
 WCS (Web Coverage Service): Σε αντίθεση με το WMS που επιστρέφει 
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μία  στατική  εικόνα  που  δημιουργεί  ο  εξυπηρετητής,  το  WCS  επιστρέφει 
δεδομένα  με  λεπτομερείς  περιγραφές.  Μπορεί  να  εφαρμόσει  σύνθετα 
ερωτήματα στα δεδομένα. Σε σχέση με το WFS που επιστρέφει διακριτά χωρικά 
στοιχεία, το WCS επιστρέφει αναπαραστάσεις φαινομένων που μεταβάλλονται 
στο χώρο (π.χ. υψόμετρο, ύψος βροχόπτωσης, κλπ). 
  2.7.2.2 Πηγές δεδομένων του Geoserver 
Ο Geoserver μπορεί να διαβάσει δεδομένα από:
 Vector μορφές δεδομένων 
• Shapefiles
• PostGIS βάσεις δεδομένων
• Εξωτερικά WFS layers 
• Java Properties files 
 Raster  μορφές δεδομένων
• ArcGrid 
• GeoTIFF 
• Gtopo30 
• ImageMosaic 
• WorldImage 
 Υπάρχουν  διαθέσιμες  επεκτάσεις  για  την  χρησιμοποίηση  και  άλλων  μορφών 
εισόδου.
Η  διαδικασία  δημιουργίας  σύνδεσης  με  μία  πηγή  δεδομένων  ξεκινά  με  τη 
δημιουργία  ενός  datastore  μέσα  από  τη  διεπαφή  διαχείρισης  του  Geoserver.  Εκεί 
καθορίζονται και οι παράμετροι της σύνδεσης. Στη συνέχεια δημιουργούνται τα layers 
της πηγής. 
    2.7.2.2.1 Παράδειγμα δημιουργίας datastore και layer
Στο  παράδειγμα  περιγράφεται  η  δημιουργία  πηγής  δεδομένων  από  PostGIS 
πίνακα, που έχει το μεγαλύτερο ενδιαφέρον και χρησιμοποιήθηκε στην εφαρμογή.
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Μία  ευκολία  του  Geoserver  (σε  σχέση  με  τον  Mapserver)  είναι  η  εύκολη 
διαχείρισή του μέσω ενός web GUI. 
Εκεί αφού υποβάλει ο χρήστης κωδικό και όνομα , μπορεί εύκολα να πλοηγηθεί 
στα Datastores και να επιλέξει New. Στο παράθυρο διαλόγου New Data source επιλέγει 
PostGIS NG.
Εικόνα 9: Δημιουργία PostGIS πηγής δεδομένων στον Geoserver
Στο  νέο  παράθυρο  επιλέγει  το  επιθυμητό  workspace(xmlns  namespace,  στην 
εικόνα  10,  cite)  και  δίνει  στο  πεδίο  Data  Source  Name   κάποιο  όνομα  για  τη 
συγκεκριμέη πηγή. Στη περίπτωση αυτή nyc_buildings.
Εικόνα 10: Αναφορά Geoserver datastore σε PostGIS πίνακα 
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και  τις  παραμέτρους  σύνδεσης  με  τη  βάση  δεδομένων  όπως,  διεύθυνση  host, 
αριθμό θύρας, όνομα βάσης δεδομένων, όνομα και κωδικό χρήστη(PostGIS)
Εικόνα 11: Παράμετροι PostGIS datastore 
Μετά τη δημιουργία  του Datastore  πρέπει  να  γίνει  ο  σχεδιασμός των Layers. 
Κάποιο datastore (στη περίπτωση η βάση δεδομένων nyc_buildings), μπορεί να περιέχει 
πολλά layers (πίνακες ή όψεις της ΒΔ). Από το μενού o χρήστης πλοηγείται στο Data 
Layers  και  επιλέγει  το  Datastore  που  δημιούργησε.  Ο  geoserver  επιστρέφει  τους 
διαθέσιμους πίνακες της βάσης δεδομένων, χωρικούς και μή και ο οχρήστης επιλέγει 
αυτ'ον που τον ενδιαφέρει. Το παράθυρο που ανοίγει έχει δύο tabs. Στο πρώτο, που 
αφορά τα δεδομένα, το σημαντικό είναι να δηλώσουμε το SRS και τα default όρια του 
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layer  (Bounding  Box).   Αν  πρόκειται  για  πίνακα,  το  SRS  αναγνωρίζεται  από  τα 
metadata του πίνακα. Αλλοιώς εισάγεται. Ένας τρόπος καθορισμού του Bounding Box 
είναι,  επιλέγοντας  Compute  from data οπότε  υπολογίζονται  τα  native  όρια  από  τις 
καταχωρίσεις στην PostGIS (Εικόνα 12). Στη συνέχεια με Compute from native bounds 
μεταφέρονται στα Lon/Lat Bounting Box πεδία αφού πρώτα μετατραπούν σε μοίρες, αν 
απαιτείται.  Αυτό  βέβαια  προυποθέτει  να  υπάρχουν  καταχωρημένα  δεδομένα  στον 
πίνακα. Διαφορετικά πρέπει να εισαχθούν τιμές με το χέρι.
Εικόνα 12: Αναφορά Geoserver datastore σε PostGIS πίνακα []
Στο δεύτερο tab, με τίτλο Publishing, το σημαντικό είναι να επιλεγεί κάποιο στυλ 
απεικόνισης  για  τον  σχεδιασμό  των  στοιχείων  σε  WMS  layer.  Πρέπει  να  επιλεγεί 
συμβατό στυλ (π.χ.  αν τα δεδομένα μας είναι πολύγωνα δεν πρέπει να επιλεγεί στυλ 
γραμμής ή σημείου).
Ο σχεδιασμός του layer ολοκληρώνεται με Save.
  2.7.2.3 Δημιουργία στυλ
Στον Geoserver τα στυλ περιγράφονται με τα SLDs (Styled Layer Descriptor), 
ένα  πρότυπο  κωδικοποίησης  βασισμένο  στην  xml.  H διαδικασία  δημιουργίας  στυλ, 
διευκολύνεται από τον συντάκτη του διαχειριστή που δίνει τη δυνατότητα αντιγραφής 
από στυλ ή εισαγωγής στυλ, οπότε ο χρήστης μπορεί να εξασκηθεί και να κατανοήσει 
τους κανόνες και τα tags.
Το σημαντικό στοιχείο για τον σχεδιασμό είναι οι κανόνες (<Rule>).  Με τους 
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κανόνες μπορούμε να καθορίσουμε τι θα σχεδιαστεί και πως θα σχεδιαστεί. 
Επίσης  με  το  <Filter>  μπορούμε  να  εφαρμόζουμε  OGC  φίλτρα  (εξηγούνται 
παρακάτω) στα στοιχεία. Έτσι για παράδειγμα με τον συνδυασμό <Rule> και <Filter> 
μπορούμε να επιλέγουμε διαφορετικό στυλ (άλλος  κανόνας)  για  κάθε  είδος  δρόμου 
(φιλτράρισμα). Επίσης μπορούμε να επιλέξουμε να μη σχεδιάζονται τα στοιχεία κάτω 
από κάποιο επίπεδο κλίμακας.
Το  styling  με  SLDs,  παρουσιάζεται  εκτενέστερα  στο  κεφάλαιο  για  την 
OpenLayers βιβλιοθήκη, όπου επίσης χρησιμοποιείται (σε JSON μορφή).
Παράδειγμα στυλ της εφαρμογής στο παράρτημα 2.
  2.7.2.4 Αιτήματα προς τον Geoserver 
Ο Geoserver επικοινωνεί με τον έξω κόσμο μέσω ενός υποσυστήματος request-
response.  Το request-response υποσύστημα ,
1. δέχεται το αίτημα του πελάτη 
2. το προωθεί στην υπηρεσία (WMS, WFS ή WCS) στην οποία απευθύνεται
3. Προωθεί την απόκριση της υπηρεσίας στον πελάτη.
Τα αιτήματα είναι http post και get αιτήματα. 
Εικόνα 13: Αιτήματα προς τον Geoserver []
Η υλοποίηση του αιτήματος από μία υπηρεσία περιγράφεται στο Παράρτημα 2.1.
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  2.7.2.5 Λειτουργίες των υπηρεσιών
Οι υπηρεσίες προσφέρουν μία σειρά από λειτουργίες. Κάθε λειτουργία εξυπηρετεί 
διαφορετικούς  τύπους  αιτημάτων  επιστρέφοντας  τις  αντίστοιχες  εξόδους.  Οι 
λειτουργίες ανά υπηρεσία είναι.
    2.7.2.5.1 WFS λειτουργίες
 GetFeature: Αίτημα στοιχείου/ων (Feature). Μπορεί να εμπεριέχει φίλτρο 
για υποβολή χωρικού ερωτήματος. Ένα παράδειγμα GetFeature στο παράρτημα 
2.2.
 GetFeatureBBox:  Αίτημα  στοιχείων  που  περιέχονται  σε  ένα  πλαίσιο 
(Bounding Box).  Ένα παράδειγμα GetFeatureBBox στο παράρτημα 2.3.
 GetFeatureBetween:  Μία  ακόμα  παραλλαγή  του  GetFeature.  Ζητά  τα 
στοιχεία ενός dataset με τιμές ιδιοτήτων σε μία περιοχή. Π.χ. Σε κάποιο dataset 
πόλεων, τις πόλεις με πληθυσμό από 100000 έως 200000.
 DescribeFeatureType:  Επιστρέφει  τους  τύπους  των  στοιχείων  που 
συνθέτουν ένα dataset.
 GetCapabilities: Επιστρέφει τις WFS δυνατότητες του server, όπως:
- τις λειτουργίες 
- τις ενέργειες που μπορούν να εκτελεστούν με αυτές (ερώτημα, εισαγωγή, 
διαγραφή κ.λ.π.)
- τα dataset του sever.
- Οι δυνατότητες των χωρικών, γεωμετρικών, αριθμητικών κ.λ.π. φίλτρων, 
με τους τελεστές και τελεστέους κάθε κατηγορίας.
 Transaction:  Η  λειτουργία  τροποποίησης  των  στοιχείων  (WFS-
Transactional). Υλοποιεί εισαγωγή, διαγραφή ή τροποποίηση των στοιχείων.
 GetGMLObject: Στο  αίτημα δίνεται το ID του στοιχείου και επιστρέφεται 
το στοιχείο με τον τύπο του.
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 LockFeature: Κλειδώνει κάποιο στοιχείο απαγορεύοντας την ταυτόχρονη 
τροποποίησή του από διαφορετικούς χρήστες.
 GetFeatureWithLock:  Συνδυασμός  των  GetFeature  και  LockFeature.  Ο 
πελάτης ζητά κάποιο/α στοιχείο/α και το/τα κλειδώνει.
    2.7.2.5.2 WΜS λειτουργίες 
 GetMap:  Επιστρέφει  ένα  layer  σύμφωνα  με  τα  κριτήρια  που  έχουν 
διατυπωθεί.
 GetLegentGraphic: Επιστρέφει τα σύμβολα του υπομνήματος του χάρτη
 DescribeLayer: Προσδιορίζει τα WFS ή WCS του layer για την άντληση 
συμπληρωματικών πληροφοριών. 
 GetCapabilities:  Επιστρέφει  WMS  λειτουργίες  και  παραμέτρους. 
Αντίστοιχο του GetCapabilities του WFS
 GetFeatureInfo:  Επιστρέφει  τα  δεδομένα  του  στοιχείου  (τύπο  και 
ιδιότητες) στο επιλεγμένο σημείο (pixel της απεικόνισης).
    2.7.2.5.3 WCS λειτουργίες
 GetCoverages: Επιστρέφει κάποιο θέμα coverage στη μορφή που ζητείται 
(ΤIFF, PNG, κ.λ.π.)
 DescribeCoverages: Επιστρέφει το GML schema του coverage.
 GetCapabilities: Επιστρέφει τις WCS δυνατότητες και παραμέτρους του 
server, καθώς και περιγραφή όλων των coverage layers του server.
  2.7.2.6 Ερωτήματα στον geoserver 
Τα ερωτήματα προς τον geoserver εμπεριέχονται στο αίτημα μιας υπηρεσίας με 
τη  μορφή  φίλτρου.  Η  σύνταξη  του  φίλτρου  μπορείνα  γίνει  είτε  με  τη  χρήση  της 
CQL(Common/Contextual Query  Language)  γλώσσας  ερωτημάτων,  είτε  με  xml 
σύνταξη σύμφωνα με το OGC πρότυπο. Μπορούν να διατυπωθούν προς την WMS 
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(οπότε η απάντηση θα είναι μία εικόνα) ή την WFS (απάντηση με  δεδομένα).
    2.7.2.6.1 CQL φίλτρα
Η  CQL  (αρχικά  Common Query Language, από την έκδοση 1.2 και μετά 
Contextual Query Language),  είναι  μία  γλώσσα  ερωτημάτων.  Ο  στόχος  κατά  την 
ανάπτυξή της ήταν να είναι μία γλώσσα εύκολα κατανοητή  και διαισθητική για τον 
άνθρωπο, χωρίς να χάνει σε εκφραστικότητα σε σχέση με τις περιπλοκότερες γλώσσες. 
Παραδοσιακά  υπήρχαν δύο  κατηγορίες  γλωσσών  ερωτημάτων.  Οι  ισχυρές, 
εκφραστικές, πλήν όμως δυσνόητες στους μη ειδικούς (SQL,  PQF, και Xquery) και οι 
απλές, εκφραστικές που όμως δεν μπορούσαν να εκφράσουν σύνθετα κριτήρια.
Η  CQL προσπαθεί να συνδυάσει τη δύναμη με την ευκολία.[3]
Η παρουσίαση των συντακτικών κανόνων της είναι έξω από τους σκοπούς της 
εργασίας.  Παραθέτω  απλά  κάποια  παραδείγματα  χρήσης  της.  Εξ'  άλλου  πως  θα 
διαπιστώσουμε τον διαισθητικό χαρακτήρα της.
INTERSECT(the_geom,POINT(28 35))
Επιστρέφει τα στοιχεία που περιέχουν το σημείο (28 35)
INTERSECT(the_geom,LINESTRING(-74.00747 40.73971,-74.00775 40.73454))
Επιστρέφει  τα  στοιχεία  που  τέμνουν/ονται  με  τη  γραμμή  (-74.00747 
40.73971,-74.00775 40.73454)
population>8000000
Επιστρέφει τα στοιχεία με το χαρακτηριστικό population >8000000
BBOX(the_geom,-73.99051,40.4039,-73.96132,40.67060)
Επιστρέφει τα στοιχεία που περιέχονται στο Bbox
44
AGE BETWEEN 10 AND 20
Επιστρέφει τα στοιχεία με το χαρακτηριστικό AGE μεταξύ 10 και 20
DWITHIN(the_geom, POINT(1 2), 10, kilometers) 
Επιστρέφει τα στοιχεία σε απόσταση 10 km από το σημείο (1 2)
    2.7.2.6.2 OGC φίλτρα
Το OpenGIS® FES (Filter  Encoding  Standard)  ορίζει  μία  XML έκφραση  για 
φίλτρα.  Μία  έκφραση  φίλτρου/ερωτήματος  συνδυάζει  λογικά,  περιορισμούς  στις 
ιδιότητες ενός στοιχείου, προκειμένου να δημιουργήσει ένα υποσύνολο στοιχείων. Οι 
περιορισμοί μπορούν να αφορούν το χωρικό όσο και τα υπόλοιπα χαρακτηριστικά.
Τα OGC φίλτρα χρησιμοποιούνται  σε διάφορες υπηρεσίες και  λειτουργίες  του 
Geoserver, όπως και στα SLDs.
Ένα απλό παράδειγμα είναι:
<Filter xmlns:gml="http://www.opengis.net/gml"><Intersects> 
<PropertyName>the_geom</PropertyName><gml:Point srsName="4326"> 
<gml:coordinates> 
-74.817265,40.5296504</gml:coordinates></gml:Point></Intersects></Filter>
Ζητάει  τα  στοιχεία  που  περιέχουν  το  σημείο  -74.817265,40.5296504.  Η 
αντίστοιχη σύνταξη στη  CQL είναι
INTERSECT(the_geom, POINT (-74.817265%2040.5296504))
Στο  επόμενο  παράδειγμα  ζητούνται  τα  στοιχεία  του  με  το  χαρακτηριστικό 
LAND_KM μεταξύ   100000 και  150000
<Filter  xmlns="http://www.opengis.net/ogc"> <PropertyIsBetween> <PropertyName> 
topp:LAND_KM  </PropertyName>  <LowerBoundary>  <Literal>100000</Literal> 
</LowerBoundary>  <UpperBoundary>  <Literal>150000</Literal>  </UpperBoundary> 
</PropertyIsBetween> </Filter>
 Με τα  OGC φίλτρα ωστόσο μπορούμε να πάμε μακρύτερα στην διατύπωση 
περιορισμών.
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  2.7.2.7 Έξοδος του Geoserver 
Υποστηρίζονται  ποικίλες  μορφές  εξόδου  δεδομένων  οι  οποίες  ανά  κατηγορία 
είναι:
    2.7.2.7.1 Έξοδοι εικόνας
Οι έξοδοι εικόνας δρομολογούνται με το αίτημα getMap προς την WMS. Η WMS 
εξυπηρετεί  την  οπτικοποίηση της  χωρικής  πληροφορίας,  χωρίς  να  δίνει  απαραίτητα 
πληροφορίες για τα στοιχεία. 
Μορφή Περιγραφή
KML H  KML (Keyhole  Markup  Language)  είναι  ένα  XML σχήμα  για  τη 
μετάδοση  πληροφοριών  σε  έναν  Earth  browser,  όπως  το  Google  Earth. 
Χρησιμοποιεί μια δομή ετικετών που περικλείουν τα στοιχεία και τις ιδιότητές 
τους. Ο Geoserver εξάγει τα δεδομένα αυτά σε KMZ μορφή, που είναι zip KML 
αρχεία.
JPEG Η γνωστή μορφή raster εικόνας. Λόγω της συμπίεσης που εφαρμόζεται, 
χάνεται  μέρος  της  λεπτομέρειας.  Δεν  συνίσταται  όταν  απαιτείται  ακριβής 
αναπαραγωγή δεδομένων. 
GIF Η  γνωστή  μορφή  raster  εικόνας.  Εδώ  η  συμπίεση  έχει  μικρότερες 
απώλειες.  Εφαρμόζεται  καλύτερα  όταν  έχουμε  λίγα  χρώματα  και  διακριτές 
αλλαγές  χρωματισμού(σε  αντίθεση  με  το  JPEG,  που  πλεονεκτεί  στις  λεπτές 
αποχρώσεις και τη βαθμιαία αλλαγή τους). Ο τρόπος συμπίεσης του GIF ευνοεί 
τις  εικόνες  με  μεγάλες  περιοχές  μονοχρωμίας  και  διακριτά  όρια  περιοχών. 
Περιορίζεται σε παλέτες 256 χρωμάτων (8-bit).
SVG Έξοδος του WMS σε vector μορφή. Η SVG (Scalable Vector Graphics) 
είναι επίσης γλώσσα μοντελοποίησης 2-διάστατων γραφικών σε XML. 
TIFF WMS έξοδος σε raster μορφή. Η TIFF (Tagged Image File Format) είναι 
ευέλικτη  στην  προσαρμογή  πολλών  δεδομένων  σε  ένα  αρχείο.  Η  GeoTIFF 
περιέχει γεωγραφικά δεδομένα σαν ετικέτες στο TIFF αρχείο.
PNG WMS έξοδος σε raster μορφή. Η PNG (Portable Network Graphics) είναι 
ο δωρεάν, open-source διάδοχος της GIF. Υποστηρίζει πραγματικό χρώμα αντί 
των  256 της  GIF.  Χρήσιμο επίσης  όταν  η  εικόνα  έχει  μεγάλες  μονόχρωμες 
περιοχές.
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OpenLayers Η OpenLayers  είναι μία ανοιχτού κώδικα βιβλιοθήκη της JavaScript για 
την απεικόνιση χαρτών στους browsers. Επιτρέπει την απεικόνιση της εξόδου 
του  Geoserver  σε  παράθυρο  προεπισκόπησης.  Η  έξοδος  σαν  OpenLayers 
προσφέρει και κάποια φίλτρα για τη εύκολη διατύπωση χωρικών ερωτημάτων 
καθώς και επιλογές ρύθμισης της απεικόνισης (μορφή εικόνας, λειτουργίες pan 
και zoom, κλίμακα, κ.λ.π.).
PDF Η PDF (Portable Document Format) ενθυλακώνει μια πλήρη περιγραφή 
του layer σε κείμενο και εικόνα.
  
Παράδειγμα εξόδου χάρτη σε OpenLayers.
Το άιτημα: 
http://localhost:8080/geoserver/wms?service=WMS&version=1.1.0&request=GetMap 
&layers=topp:tasmania_state_boundaries&styles=&bbox=143.83482400000003,-43.648056,  
148.47914100000003,-39.573891&width=512&height=449&srs=EPSG:4326& 
format=application/openlayers
Η απάντηση:
 Εικόνα 14: Έξοδος σε μορφή εφαρμογής OpenLayers
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    2.7.2.7.2 Έξοδοι κειμένου 
Format Περιγραφή
AtomPub Έξοδος χωρικής πληροφορίας του WMS σε XML format. Το AtomPub (Atom Publishing 
Protocol)  είναι  ένα  πρωτόκολλο  του  στρώματος  εφαρμογής  για  τη  δημιουργία  και  έκδοση 
πόρων του Web με τη χρήση HTTP και XML. Αναπτύχθηκε για την αντικατάσταση των RSS 
προτύπων.
GeoRss Χρησιμοποιεί την XML μορφή. Χρησιμοποιείται για τη μετάδοση συχνά μεταβαλόμενου 
περιεχομένου.
GeoJSON Η  μορφή  JSON  παρουσιάζεται  παρακάτω.  Η  GeoJSON  προσθέτει  στη  JSON 
γεωγραφικούς τύπους δεδομένων.
CSV Comma Separated Values. Έξοδος κειμένου με διαχωριστικό των τιμών το κόμμα ' , ' . Τα 
CSV  αρχεία  περιέχουν  γραμμές  με  δεδομένα.  Τα  δεδομένα  κάθε  γραμμής   χωρίζονται  με 
κόμμα.
Παράδειγμα εξόδου σε Atom:
<?xml version="1.0" encoding="UTF-8"?>
     <rss xmlns:atom="http://www.w3.org/2005/Atom"
          xmlns:georss="http://www.georss.org/georss" version="2.0">
        <channel>
              <title>Pk50095</title>
              <description>Feed auto-generated by GeoServer</description>
              <link>></link>
              <item>
                <title>fid--f04ca6b_1226f8d829e_-7ff4</title>
                <georss:polygon>46.722110379286 13.00635746384126
                     46.72697223230676 13.308182612644663 46.91359611878293
                     13.302316867622581 46.90870264238999 12.999446822650462
                     46.722110379286 13.00635746384126
                </georss:polygon>
                </item>
        </channel>
</rss>
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    2.7.2.7.3 Έξοδος δεδομένων
Η έξοδος δεδομένων γίνεται μετά από κλήσεις GetFeature στην WFS.
Format Description
GML2/3 Η GML (Geography Markup Language),  χρησιμοποιεί  την  XML γραμματική  για  τη 
σύνταξη γεωγραφικών στοιχείων.  Υποστηρίζονται οι εκδόσεις  GML2 (default) και GML3.
Shapefiles Η μορφή Shapefiles της ESRI,  είναι  από τις  συνηθέστερες για την αποθήκευση GIS 
πληροφοριών. Ο GeoServer εξάγει συμπιεσμένα shapefiles σε zip μορφή, σε ένα φάκελο με τα 
.cst, .dbf, .prg, .shp, και .shx αρχεία.
2.7.3 MapServer
O MapServer είναι μια Open Source (MIT license) πλατφόρμα για τη δημοσίευση 
των χωρικών δεδομένων στο Web. Γραμμένος σε C, η ανάπτυξή του ξεκίνησε στα μέσα 
της δεκαετίας του 1990 στο Πανεπιστήμιο της Μινεσότα(UMN) σε συνεργασία με τη 
NASA και  το  γραφείο  φυσικών  πόρων  της  Μινεσότα.  Τρέχει  σε  όλες  τις  κύριες 
πλατφόρμες (Windows, Linux, Mac OS/X).
Τώρα  είναι  ένα  έργο  της  OSGeo.  Η  διαχείριση,  υποστήριξη  και  εξέλιξή  του 
γίνεται από έναν αυξανόμενο αριθμό προγραμματιστών (σχεδόν 20) από όλο τον κόσμο 
και  καθοδηγείται  από  την  MapServer  PSC  (Project  Steering  Committee)  υπό  την 
εποπτεία της OSGeo. 
Ο MapServer  δεν είναι,  ούτε φιλοδοξεί  να είναι  ένα πλήρες  GIS σύστημα.  Ο 
MapServer  είναι  μία  μηχανή  σχεδίασης  από  τα  δεδομένα(data  rendering  engine). 
Αναζητεί τα δεδομένα και δημιουργεί γεωγραφικούς χάρτες, χάρτες που συνδέουν τους 
χρήστες με το περιεχόμενο.
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Εικόνα 15: Χάρτης δημιουργημένος από τον WMS του MapServer 
  2.7.3.1 Το περίγραμμα του MapServer
όπως περιγράφεται στην www.mapserver.org, τα κύρια χαρακτηριστικά του είναι:
● καινοτόμος χαρτογραφική έξοδος
○ σχεδιασμός στοιχείων εξαρτώμενος από τη κλίμακα
○ παραμετροποιήσιμη  (customizable) έξοδος μέσω οδηγών (templates).
○ Γραμματοσειρές TrueType
○ αυτοματισμοί στοιχείων του χάρτη (scalebar, υπόμνημα)
○ θεματική χαρτογράφηση με τη χρήση κλάσεων βασισμένων σε  regular 
expressions
● Υποστήριξη σε δημοφιλή περιβάλλοντα ανάπτυξης
○ PHP, Python, Perl, Ruby, Java και .NET
● Πλατφόρμες 
○ Linux, Windows, Mac OS X, Solaris και περισσότερα
● Υποστήριξη πολλών προτύπων OpeGC
○ WMS ,  WFS ,  WMC, WCS,  SLD, GML και άλλα
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● Πληθώρα raster και διανυσματικών μορφών δεδομένων
○ TIFF/GeoTIFF, EPPL7 και πολλές άλλες μέσω GDAL
○ ESRI shapfiles, PostGIS, ESRI ArcSDE, χωρική  Oracle, MySQL και 
πολλές άλλες μέσω OGR
● υποστήριξη προβολών διαφορετικών προβολικών συστημάτων 
● On-the-fly προβολή χαρτών
  2.7.3.2 Σύγκριση MapServer – Geoserver
    2.7.3.2.1 Χαρακτηριστικά - δυνατότητες
● Ο  MapServer  είναι  γενικά  καλύτερος  κατά  το  χειρισμό  της  WMS 
(ποιοτικότεροι χάρτες), ενώ GeoServer πραγματεύεται καλύτερα την WFS.
● Μια  μεγάλη  διαφορά  είναι  ότι  GeoServer  υποστηρίζει  την  WFS-
T(Transactional), ενώ ο MapServer όχι.
● Ο Mapserver λειτουργεί μέσω του CGI, GeoSever μέσω του J2EE. Αυτό 
μπορεί  να  συνεπάγεται  κάποιο  πλεονέκτημα  στην  GeoServer,  δεδομένου  ότι 
ορισμένες εταιρείες δεν θέλουν να χρησιμοποιούν το CGI.
● Ο MapServer είναι πιο ώριμο προϊόν (1996), ενώ ο GeoServer σχετικά 
καινούργιος (2003).
● Ο GeoServer διαθέτει εργαλείο διαχείρισης που διευκολύνει τις ρυθμίσεις 
του, ο Mapserver όχι.
● Κανένα δεν είναι καλύτερο ή χειρότερο. Οι στόχοι της ανάπτυξής τους 
είναι διαφορετικοί. 
[21]
    2.7.3.2.2 Επιδόσεις WMS
ΟΙ  Brock  Anderson  (της  Refractions  Research,  εταιρείας  ανάπτυξης  GIS 
εφαρμογών με εμπορικό και  open source λογισμικό)  και  Justin  Deoliveira  (της The 
Open Planning Project) έκαναν από κοινού δοκιμές για την ανάλυση των επιδόσεων 
των  δύο  open  source  Web  Map  Servers:  Του  Mapserver  και  του  Geoserver.  Οι 
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μετρήσεις αφορούν την WMS υπηρεσία μόνο.
Εικόνα 16: Το τεστ χρησιμοποιεί δύο διαφορετικά σετ δεδομένων. Ένα με 3 
εκατομμύρια στοιχεία και ένα με 10000. Κάθε στήλη δείχνει τον μέσο όρο του χρόνου 
απόκρισης σε δείγμα 30 WMS αιτημάτων, το καθένα των οποίων χρησιμοποιεί ένα 
διαφορετικό ΒΒox για να πάρει και να σχεδιάσει περίπου 1000 στοιχεία (+/- 15%).  Και  
στους δύο εκτελέστηκαν τα ίδια 30 αιτήματα, ένα κάθε φορά (όχι ταυτόχρονα).  Ο 
Mapserver και ο Geoserver χρησιμοποιούν τα ίδια δεδομένα.  Και οι δύο πηγές 
δεδομένων έχουν χωρικούς δείκτες.  Δεν χρειάζεται επανα-προβολή (reprojection) .  
Δοκιμή με PostGIS και Shapefile στα ίδια σετ δεδομένων. Minimal στυλ, δεν 
αξιολογείται στις δοκιμές.  
Εικόνα 17:  Το ίδιο τεστ με ταυτόχρονα αιτήματα 
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Εικόνα 18:  Το προηγούμενο τεστ, εκφρασμένο σε Throughput. Εδώ όσο 
μεγαλύτερη τιμή, τόσο καλύτερα.
Εικόνα 19:  Η καθυστέρηση στο reprojection ανάμεσα σε συνδιασμούς συστημάτων 
συντεταγμένων. Εδώ φαίνεται να τα καταφέρνει κάπως καλύτερα ο Mapserver. 
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2.7.4 QGIS
To Quantum GIS (QGIS)  είναι  ένα  GIS  ανοιχτού κώδικα (GNU).  Είναι  ένα 
προϊόν  του  OSGeo  (Open  Source  Geospatial  Foundation).  Αρχικά  αναπτύχθηκε  με 
εθελοντική εργασία και χρηματοδότηση από συνεισφορές (contributions). Η ανάπτυξή 
του καθοδηγείται πλέον από την open-source GIS κοινότητα.  Τρέχει σε   Linux, Unix, 
Mac OSX, και Windows. Η ανάπτυξή του ξεκίνησε τον Μάιο του 2002 και η πρώτη 
έκδοσή του υποστήριζε μόνο PostGIS layers.
Με το   QGIS  μπορεί  κανείς  να  απεικονίσει,  διαχειριστεί,  αναλύσει,  συντάξει 
χωρικές πληροφορίες καθώς και να δημιουργήσει εκτυπώσιμους χάρτες.
Εικόνα 20:  QGIS
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Οι δυνατότητές του διευρύνονται καθώς συνεχίζεται η ανάπτυξή του  προϊόντος 
μέσα από την επέκταση του πυρήνα του κώδικα καθώς και με τη δημιουργία plugins.
Τα κυριότερα σημεία του QGIS  [20]
1. Η δυνατότητα απεικόνισης και επικάλυψης vector και raster 
δεδομένων σε διαφορετικό format χωρίς την ανάγκη μετατροπής τους σε 
ένα κοινό εσωτερικό format. 
Τα υποστηριζόμενα formats περιλαμβάνουν: 
• χωρικούς πίνακες της PostGIS και SpatiaLite, 
• Τα περισσότερα vector formats που υποστηρίζονται από την OGR , 
συμπεριλαμβανομένων των  ESRI shapefiles, MapInfo, SDTS και GML. 
• raster  formats  που  υποστηρίζονται  από  την   GDAL ,  μοντέλα 
ψηφιακής υψομέτρησης (digital elevation models), αεροφωτογραφίες ή 
εικόνες δορυφόρων 
• GRASS locations και mapsets, 
• δικτυακή πρόσβαση σε χωρικά δεδομένα   OGC-συμβατά, WMS ή 
WFS
2. Δημιουργία χαρτών και διαδραστική εξερεύνηση δεδομένων με φιλικό 
GUI (graphical user interface).Τα βοηθητικά εργαλεία μεταξύ άλλων 
περιλαμβάνουν.
• on the fly προβολή,
• δημιουργίες εκτυπώσιμων χαρτών,
•  panel επισκόπησης,
• χωρικές σημειώσεις (bookmarks),
• επιλογή / αναγνώριση στοιχείων
• σύνταξη/προβολή/αναζήτηση στοιχείων,
• υπομνήματα στοιχείων,
• επικάλυψη vectors
• αποθήκευση και επανάκτηση projects
3. Δημιουργία σύνταξη και εξαγωγή χωρικών δεδομένων με τη χρήση:
• εργαλείων  ψηφιοποίησης  για   GRASS  και  shapefile  μορφές 
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αρχείων,
• του georeferencer plugin,
• εργαλεία για την εισαγωγή και  εξαγωγή GPX αρχείων από/προς 
GPSs, μετατροπή άλλων GPS formats σε GPX
4. Δυνατότητα χωρικής ανάλυσης με τη χρήση του fTools plugin για 
Shapefiles ή του ενσωματωμένου GRASS plugin, όπως:
• map άλγεβρα,
• εδαφική(terrain) ανάλυση,
• υδρολογικό μοντέλο,
• ανάλυση δικτύων,
• και πολλά άλλα
5. Δυνατότητα έκδοσης του χάρτη στο internet μέσω του MapServer 
2.7.5 uDig
Το uDig είναι μια GIS desktop εφαρμογή ανοιχτού κώδικα (LGPL) γραμμένη σε 
Java με τη χρήση της RCP  (Rich Client  Platform) τεχνολογίας.  Αυτό σημαίνει ότι 
αναπτύχθηκε σαν μια πλατφόρμα που διαθέτει κάποια minimal λειτουργικότητα και ο 
σκοπός της είναι να επιτρέπει τους developers να την επεκτείνουν με τη χρήση plug-ins 
δημιουργώντας  τη  δική  τους  εφαρμογή  χωρίς  να  χρειάζεται  να  ξεκινήσουν  την 
ανάπτυξη “από το  μηδέν”.  Επίσης  μπορεί  να  χρησιμοποιηθεί  σαν plug-in  σε άλλες 
RCP εφαρμογές.
Το  uDig  έχει  αναπτυχθεί  με  την  πλατφόρμα  Eclipse  (μια   RCP πλατφόρμα 
ανάπτυξης  εφαρμογών  από  την  οποία  κληρονομεί  τα  RCP  χαρακτηριστικά),  ενώ 
χρησιμοποιεί  τη βιβλιοθήκη GeoTools για την κεντρική  GIS λειτουργικότητα όπως 
προβολή, μετατροπή προβολικών συστημάτων, ανάγνωση σχεδιασμός δεδομένων κ.λ.π.
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Εικόνα 21: uDig αρχιτεκτονική[23]
  2.7.5.1 Το περίγραμμα
Σκοπός  του  uDig  είναι  να  προσφέρει  μία  πλήρη  λύση  για  την  client-side 
πρόσβαση σε GIS δεδομένα, για τη προβολή τους, δημιουργία και τροποποίηση και 
επιπλέον   
1. είναι φιλικό στο χρήστη, προσφέροντας ένα οικείο γραφικό περιβάλλον 
για τους GIS χρήστες; 
2. είναι Desktop εφαρμογή, τρέχει σαν thick client, σε Windows, Mac OS/X 
και Linux; 
3. έχει διαδικτυακό προσανατολισμό, υποστηρίζει τα πρότυπα (WMS, WFS, 
WCS) και τα de facto υποστηριζόμενα (GeoRSS, KML, tiles) 
4. προσφέρει  το  πλαίσιο  για  την  ανάπτυξη  σύνθετων  αναλυτικών 
δυνατοτήτων για τη σταδιακή τους ενσωμάτωση στην εφαρμογή
Σύμφωνα  με  τους  δημιουργούς  του,  τα  παρακάτω  χαρακτηρίζουν  την 
χρηστικότητα του uDig:[25]
● drag and drop σε όλες τις υποστηριζόμενες πλατφόρμες (Windows, Linux, 
OS / X), επιτρέπει στους χρήστες να σύρουν αρχεία GIS και διευθύνσεις URL 
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απευθείας σε μια εφαρμογή.
● Οι γεωγραφικές πληροφορίες μπορούν να ληφθούν από ένα ευρύ φάσμα 
πηγών σε διάφορες μορφές και προβολές. Οn-the-fly projection 
● Πλήρης και εύκολα προσβάσιμη τεκμηρίωση,  \βοηθά τους χρήστες στην 
εκμάθηση της εφαρμογής και τη χρήση προηγμένων δυνατοτήτων.
● Αναγνωρίσιμα εικονίδια  λειτουργιών,  ευχάριστη  εμπειρία  χρήστη χωρίς 
παραφορτωμένες γραμμές εργαλείων
● Εργαλείο  Mylar  Effect.  Επιτρέπει  τον  χρήστη  να  επικεντρωθεί  στο 
εκάστοτε layer που τον ενδιαφέρει (layer of interest) 
● Πρόσβαση σε Web Map Servers (WMS) και  Web Feature Servers (WFS) 
μέσω των ανοικτών προτύπων. Υποστήριξη WFS-T
● Κάνουν χρήση των δημόσιων καταλόγων για τον εντοπισμό διαθέσιμων 
ανοιχτών χωρικών δεδομένων (open data) χρησιμοποιώντας το εργαλείο "Search 
and See". 
● Υποστήριξη  για  ένα  ευρύ  φάσμα  GIS  formats  και  υπηρεσιών, 
συμπεριλαμβανομένων  των  ArcSDE,  OracleSpatial,  PostGIS,  DB2,  WMS 
OpenGIS και OpenGIS WFS.
● Χρήση  των  προτύπων  απεικόνισης  και  προσοχή  στη  λεπτομέρεια 
χαρτογραφικών λεπτομερειών για καλή εκτύπωση.
● Ενσωμάτωση  ακαδημαϊκής  έρευνας,  όπως  το  εργαλείο  ColorBrewer 
(http://colorbrewer2.org/) 
● Μοναδική  αρχιτεκτονική  streaming,  επιτρέπει  οπτικοποίηση  μεγάλων 
ποσοτήτων δεδομένων. 
● Το καλοσχεδιασμένο RCP καθιστά εύκολη την ανάπτυξη της εφαρμογής.
58
Εικόνα 22: uDig επιφάνεια εργασίας
Εικόνα 23: uDig πηγές δεδομένων
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  2.7.5.2 Παραδείγματα
Στα δυο παρακάτω εικόνες εμφανίζονται 2 διαφορετικές εφαρμογές βασισμένες 
στο  uDig.  Οι  εμφανείς  διαφορές  στο  user  interface  είναι  αποτέλεσμα  της   RCP 
τεχνολογίας.  Κάθε εφαρμογή έχει  χτιστεί  με  τα δικά της  plug-ins  για  τις  δικές  της 
απαιτήσεις. 
Εικόνα 24-25 : uDig παραδείγματα
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  2.7.5.2 Σύγκριση uDig - QGIS 
Το QGIS  είναι  μία C++  εφαρμογή.  Είναι  κυρίως  για  προβολή  πληροφορίας 
(viewer)  με  μικρές  δυνατότητες  σύνταξης.  Σύμφωνα με τον [6] μέχρι  το 2004,  τον 
καιρό της ανάπτυξής του, ήταν δουλειά ενός ανθρώπου (one man project). Αυτό βέβαια 
δεν ισχύει πλέον. 
Επίσης υστερούσε στη διαχείριση μεγάλων (multi-megabyte) αρχείων shape files 
κάτι που φαινόταν δύσκολο να αντιμετωπιστεί. 
Το  uDig μπορεί  να  επωφεληθεί  από  τον  έτοιμο  κώδικα  του  GeoTools  και 
οποιαδήποτε  εξέλιξή  του,  καθώς είναι  και  τα  δύο γραμμένα σε  Java,  κάτι  που δεν 
μπορεί να συμβεί με το QGIS.
Το uDig  είναι  εξαιρετικά  φιλικό  στην  ανάπτυξη (development)  ενώ το  QGIS 
εξαιρετικά απλό στη χρήση. Η όποια περιπλοκότητα στη χρήση του  uDig ωστόσο είναι 
αποτέλεσμα της σχεδιαστικής του επιλογής σαν  RCP, κάτι που δίνει τη δυνατότητα 
εύκολης  ανάπτυξης  application  specific  λογισμικού,  παρά κάποιας  σχεδιαστικής  του 
αδυναμίας.
Το uDig υλοποιεί την WFS-T, το  QGIS όχι.
2.7.6 OpenLayers 
Η OpenLayers είναι μία Javascript  βιβλιοθήκη ή αλλιώς ένα JavaScript/AJAX 
framework, για τη δημιουργία web χαρτογραφικών εφαρμογών. Είναι ανοιχτού κώδικα 
(BSD license). Δημιουργήθηκε το 2005 από την MetaCarta και εντάχθηκε το 2007 στα 
έργα της OSGeo.
 Για  να  συμπεριλάβουμε  τη  βιβλιοθήκη  σε  μία  ιστοσελίδα,  μπορούμε  να  την 
φορτώσουμε απ'ευθείας από την www.openlayers.org. 
 <script src="http://www.openlayers.org/api/OpenLayers.js"></script> 
Είναι  γραμμένη  σε  κλασικό  στυλ,  πράγμα  που  σημαίνει  ότι  τα  αντικείμενα 
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δημιουργούνται με new.
  2.7.6.1 Το αντικείμενο map.
Το βασικό αντικείμενο της  OpenLayers  είναι  το αντικείμενο map (χάρτης).  Η 
δημιουργία ενός αντικειμένου map γίνεται ως εξής:
map= new OpenLayers.Map(“map”,options)
Το αντικείμενο options, περνιέται σαν όρισμα στον κατασκευαστή και μπορεί να 
περιέχει ζεύγη ονομάτων/τιμών από τις ιδιότητες (properties) του αντικειμένου.
  2.7.6.2 Layers 
Τα Layers είναι οι πηγές δεδομένων της OpenLayers.
Η OpenLayers έχει δύο τύπους layers: τα  βασικά (base layers) και τα μή βασικά 
(overlays). Το κάθε ένα από αυτά έχει διαφορετική χρήση στην OpenLayers.
    2.7.6.2.1 Βασικά Layers
Τα Base Layers είναι αμοιβαία αποκλειόμενα  layers , κάτι που σημαίνει ότι μόνο 
ένα μπορεί να είναι ενεργοποιημένο ανά πάσα στιγμή . Το εκάστοτε ενεργό  base layer 
καθορίζει την προβολή (σύστημα συντεταγμένων) και τα επίπεδα  zoom που θα είναι 
διαθέσιμα στον χάρτη.
Αν το layer είναι  base layer ή όχι καθορίζεται από την ιδιότητα isBaseLayer. Τα 
περισσότερα  raster layers έχουν  την  ιδιότητα  isBaseLayer true εξ  αρχής  (ως 
προεπιλογή). 
Τα BaseLayers προβάλονται πάντα κάτω από τα overlays.
    2.7.6.2.2 Μη Βασικά Layers
Τα μη βασικά Layers (λέγονται και  overlays)  έχουν διαφορετική χρήση από τα 
Base Layers . Μπορούν να ενεργοποιούνται πολλά μαζί ταυτόχρονα . Δεν ελέγχουν τα 
επίπεδα  zoom του χάρτη , αλλά μπορούν να ρυθμιστούν ώστε να ενεργοποιούνται ή να 
απενεργοποιούνται  σε  ορισμένες  τιμές  της  κλίμακας   zoom  από  τις  παραμέτρους 
min/max scale/resolution.
Κάποιοι  τύποι  overlays υποστηρίζουν  την  επαναπροβολή  τους  στο  προβολικό 
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σύστημα  του  base layer, καθώς  φορτώνονται  στον  χάρτη.  Τα  μη  βασικά  Layers 
εμφανίζονται πάντα πάνω από τα βασικά Layers .
  2.7.6.3 Η κλάση OpenLayers. Layer  
Με την κλάση αυτή κατασκευάζονται αντικείμενα Layers. Υπάρχει μία πληθώρα 
υπο-κλάσεων για διάφορους τύπους Layers. Η τάση είναι να απλοποιηθεί αυτό και έχει 
προαναγγελθεί  η  κατάργηση  πολλών  εξ'  αυτών  στην  έκδοση  3.0  (π.χ.  οι 
OpenLayers.Layer.GML και  OpenLayers.Layer.WFS. Αντί αυτών θα χρησιμοποιείται η 
OpenLayers.Layer.Vector με κατάλληλη παραμετροποίηση.) 
Κάποιες βασικές και υποστηριζόμενες υποκλάσεις είναι οι:
● OpenLayers.Layer.WMS, για  WMS υπηρεσίες –  raster  layers.   Για  τα 
WMS  layers  υπάρχει  η  δυνατότητα  επιλογής  απεικόνισης  σαν  tiled 
(κομματιασμένα) ή untiled (ολόκληρα).
● OpenLayers.Layer.Vector,  για  WFS  υπηρεσίες  –  vector  layers. 
Σχεδιάζονται από την OpenLayers από τα στοιχεία που παίρνει από τον χωρικό 
server.
  2.7.6.4 To Tile or Not to Tile 
 Στην tiled απεικόνιση η εικόνα σπάει σε μικρότερα ορθογώνια κομμάτια τα οποία 
συντίθενται στον browser για την απεικόνιση ολόκληρης της εικόνας. Ο άλλος τρόπος 
απεικόνισης  των WMS layers  είναι  ο  untiled  (ολόκληρης  της  εικόνας).  Και  οι  δύο 
τρόποι έχουν τα πλεονεκτήματα και μειονεκτήματά τους. 
Τα  tiled layers προσφέρουν τμηματική ανανέωση της εικόνας, κάτι που κάνει 
ευχάριστο στον χρήστη το panning, δημιουργώντας την ψευδαίσθηση της συνέχειας της 
εικόνας κατά τη μετακίνηση. Απαιτεί όμως περισσότερες κλήσεις στον server κάτι που 
μπορεί  να  είναι  επίπονο  για  αυτόν  και  πρέπει  να  αποφεύγεται  όταν  ο  server  είναι 
χαμηλών επιδόσεων(σε ότι αφορά την επεξεργασία). Στην untiled  περίπτωση, γίνεται 
μία μόνο κλήση στον server, για μεγαλύτερο βέβαια αρχείο εικόνας. Η διαφορά τους 
δηλαδή  συνοψίζεται  στην  δυνατότητα  απαλότερης  μετακίνησης  με  αντίτιμο  το 
μεγαλύτερο χρόνο φορτώματος και καταπόνηση του server. Επιπλέον με τη τμηματική 
απεικόνιση αποφεύγεται η αναμονή μπροστά σε έναν άδειο χάρτη.
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Οι παράγοντες που πρέπει να ληφθούν υπόψιν για την επιλογή είναι 
● το  band-width  πελάτη  και  εξυπηρετητή.  Υψηλό  band-width  κάνει 
ελκυστικότερη την επιλογή  untiled αφού μειώνεται ο χρόνος μετάδοσης του 
αρχείου ολόκληρης εικόνας, που είναι καθοριστικός στη περίπτωση αυτή για το 
συνολικό χρόνο ανανέωσης της πληροφορίας -  layer.  Αντίθετα χαμηλό band-
width αυξάνει το χρόνο μετάδοσης έτσι ώστε η καθυστέρηση της επεξεργασίας 
για τα tiled layers να μην είναι καθοριστική  για τη συνολική καθυστέρηση. 
● Η  επεξεργαστική  ικανότητα  του   server.   Οι  αδύνατοι  servers  είναι 
προβληματικοί στο tiling.
● Κάποιοι  γρήγοροι WMS server έχουν ενσωματωμένη τη δυνατότητα tile 
cashing.  Σε  αυτή  τη  περίπτωση  μειώνεται  ο  φόρτος  και  η  καθυστέριση  του 
tiling. 
● Το  είδος  των  αρχείων  που  μεταδίδονται.  Τα  αρχεία  που  απεικονίζουν 
περίπλοκες και λεπτομερείς γεωμετρίες είναι γενικά μεγαλύτερα από αυτά που 
απεικονίζουν  απλούστερες  και  λιγότερες  (γεωμετρικές)  πληροφορίες. 
Επιδέχονται  μικρότερη  png/jpeg/gif  συμπίεση  και  κάνουν  ελκυστικότερη  τη 
χρήση  tiled απεικόνισης. Αντίθετα απλές εικόνες με εύκολες γεωμετρίες είναι 
καλύτερα να μετεδίδονται untiled.
● Οι  προτιμήσεις  των  χρηστών.  Κάποιοι  βρίσκουν  ενοχλητικά  τα 
διαστήματα κενής διαφάνειας που μεσολαβούν κατά την ανανέωσή της. Άλλοι 
ενοχλούνται από τα (προσωρινά) μισοσχεδιασμένα layers της tiled απεικόνισης. 
  2.7.6.5 Χειριστήρια (Controls) 
Τα  Controls είναι  το  βασικό  interface  του χρήστη  με  τον  χάρτη.  Με αυτά ο 
χρήστης μπορεί να αλλάζει την κατάσταση του χάρτη, ή να παίρνει πληροφορίες από 
αυτόν.  Μπορεί να είναι ορατά ή αόρατα. Επίσης μπορεί να αποτελούν συνδιασμούς 
περισσοτέρων  χειριστηρίων.  Με  τη  δημιουργία  ενός  χάρτη  συμπεριλαμβάνονται  τα 
προεπιλεγμένα χειριστήρια, εκτός και αν μηδενίσουμε την ιδιότητα controls (array) του 
χάρτη. Κάποια συχνά χρησιμοποιούμενα είναι τα παρακάτω:
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    2.7.6.5.1  Navigation
Αόρατο χειριστήριο. Είναι συνδιασμός των παρακάτω :
 DragPan, μετακίνηση με 'τράβηγμα'
 ZoomBox
 Handler.Click, με διπλό κλικ κάνουμε zoom
 Handler.Wheel,  zoom με τον τροχό του ποντικιού
    2.7.6.5.2 Pan Zoom bar
Oρατό χειριστήριο. Είναι συνδιασμός ενός 
 OpenLayers.Control.PanPanel και ενός 
 OpenLayers.Control.ZoomBar. 
Ως προεπιλογή βρίσκεται στην πάνω αριστερή γωνία του χάρτη με τη μορφή 4 
κατευθυντήριων βελών, και μία στήλη επιλογής zoom.
    2.7.6.5.3 Modify Feature
Αόρατο  χειριστήριο.  Xρησιμοποιείται  για  τη  τροποποίηση  ενός  vector 
αντικειμένου. Προκαλεί την ενεργοποίηση 3 διαφορετικών συμβάντων.  
 beforefeaturemodified - ενεργοποιείται όταν ο χρήστης επιλέξει κάποιο στοιχείο 
για τροποποίηση
 featuremodified –ενεργοποιείται όταν ο χρήστης αλλάξει κάποιο στοιχείο
 afterfeaturemodified – ενεργοποιείται όταν ο χρήστης πάψει να έχει επιλεγμένο 
το στοιχείο .
Η καταχώριση των συμβάντων (event  register)   γίνεται  με τη δημιουργία των 
event listeners:
var layer = new OpenLayers.Layer.Vector("");
layer.events.on({
  'beforefeaturemodified': function(evt) {
    ...
  },
  'afterfeaturemodified': function(evt) {
    ...
  }
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});
Το  ModifyFeature μπορεί να δουλέψει με διαφορετικούς τρόπους, ή συνδιασμούς 
τους, όπως:
● RESHAPE  -  ο  προεπιλεγμένος  τρόπος  .Επιτρέπει  την  αλλαγή του σχήματος 
ενός στοιχείου από τα 'χερούλια' (vertices) που εμφανίζονται στις κορυφές του 
στοιχείου (ή ‘εικονικά vertices’ , στα μέσα των πλευρών/τμημάτων). 
● RESIZE – Επιτρέπει την αλλαγή του γεωμετρικού μεγέθους
● ROTATE- Επιτρέπει την αλλαγή του γεωμετρικού προσανατολισμού
● DRAG-Επιτρέπει την αλλαγή της γεωμετρικής θέσης
    2.7.6.5.4 Draw Feature
Αόρατο χειριστήριο για να σχεδιάζουμε σημεία , γραμμές ή πολύγωνα στο vector 
layer. 
    2.7.6.5.5 LayerSwitcher
Ορατό χειριστήριο. Εμφανίζει/αποκρύπτει παράθυρο για 
ενεργοποίηση/απενεργοποίηση των overlays και την αλλαγή βασικού layer.
    2.7.6.5.6 Split
Αόρατο χειριστήριο. Προσφέρει  τη δυνατότητα τεμαχισμού στοιχείων γραμμής 
(linestring).  Χρησιμοποιεί  ένα  προσωρινό  layer για  το  σχεδιασμό  των  προσωρινών 
στοιχείων-τεμαχίων.
Μπορεί επίσης να χρησιμοποιηθεί ώστε να αντιλαμβάνεται τις καταχωρήσεις ή 
τροποποιήσεις σε κάποιο layer  και να κομματιάζει τα τεμνόμενα στοιχεία σε ένα layer 
προορισμού(target layer).
Ένας τρόπος υλοποίησης του είναι ο παρακάτω.
// υποτίθεται ότι υπάρχει το vector layer "roads".
var split = new OpenLayers.Control.Split({  //δημιουργία χειριστηρίου
    layer: roads,
    deferDelete: true, //διαφοροποιεί τα προς διαγραφή στοιχεία
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    tolerance: 0.001 //αν η απόσταση από τις κορυφές (σημεία καμπής) είναι μικρότερη, ο 
τεμαχισμός
}); // γίνεται στη κορυφή
Με  την  υλοποίηση  αυτή  τα  τεμαχισμένα  στοιχεία  παίρνουν  την  κατάσταση 
DELETE.  Αυτό  χρειάζεται  όταν  χρησιμοποιούμε  τη  στρατηγική  SAVE για  την 
υλοποίηση  του  WFS-T.  Με  την  υποβολή  των  μετατροπών  στον  χωρικό  server,  η 
OpenLayers θα ζητήσει τη διαγραφή των τεμνόμενων στοιχείων και την εισαγωγή των 
τεμαχίων τους.
    2.7.6.5.7 Panel
Χρησιμοποιείται για την ομαδοποίηση άλλων χειριστηρίων.
    2.7.6.5.8 Button
Χρησιμοποιείται μέσα σε  control panels.  Η  λειτουργικότητά  τους  είναι 
customized. Καθορίζεται από το πρόγραμμα.
    2.7.6.5.9 SelectFeatureControl
Χρησιμοποιείται για την επιλογή στοιχείων σε ένα Vector Layer. Χρησιμοποιείται 
σε συνδιασμό με το συμβάν  featureselected. Στο παράδειγμα η δημιουργία των event 
listener/handler.
function selected (evt) {
   .......
}
var layer = new OpenLayes.Layer.Vector("VLayer");
layer.events.register("featureselected", layer, selected);
και η προσθήκη του χειριστηρίου,
var control = new OpenLayers.Control.SelectFeature(layer);
map.addControl(control);
control.activate();
Η εντολή activate μετακινεί το vector layer στο μπροστινό μέρος του χάρτη, έτσι 
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ώστε όλα τα γεγονότα να συμβούν σε αυτό το layer .
  2.7.6.6 OpenLayers στρατηγικές 
Για  την  απλοποίηση  του  σχεδιασμού  της  ανταλλαγής  δεδομένων  με 
απομακρυσμένες πηγές και τον περιορισμό των υποκλάσεων layers με τις οποίες τις 
υλοποιούσε, η OpenLayers ανέπτυξε στην έκδοση 2.7 τις κλάσεις Strategy και Protocol. 
Έτσι  ένα  αντικείμενο  Openlayers.Layer.Vector,  μπορεί  να  υλοποιεί  διαφορετικές 
λειτουργίες με την ανάθεση σε αυτό διαφόρων στρατηγικών. Κάποιες υποκλάσεις της 
Strategy (που χρησιμοποιήθηκαν στην εφαρμογή):
Openlayers.Strategy.Save: Υλοποιεί την WFS-T (Transactional)
Openlayers.Strategy.BBox: Υλοποιεί αιτήματα με Bounding Box περιορισμό
Openlayers.Strategy.Cluster: Ομαδοποιεί τα στοιχεία
  2.7.6.7 Στυλ 
Τα σημεία  ,  οι  γραμμές  και  τα  πολύγωνα  λαμβάνονται  σαν  κείμενο  από  τον 
χωρικό server (WFS) και σχεδιάζονται σαν layer από την OpenLayers. Η OpenLayers, 
για το σκοπό αυτό, διαθέτει ένα σύστημα δημιουργίας στυλ στοιχείων, βασισμένο σε 
πρότυπα όπως το SLD. Μία διαφορά στην υλοποίηση από αυτήν του Geoserver, είναι 
ότι,  για  τη διατύπωση των παραμέτρων στυλ χρησιμοποιείται  η  JSON μορφή (αντί 
XML). 
Οι  πληροφορίες  για  το  στυλ  ενός  στοιχείου  μπορεί  να  προέρχονται  από  τις 
παρακάτω πηγές:
● Έναν  symbolizer  του  στοιχείου.  Ασυνήθιστη  τακτική,  χρησιμοποιείται 
στις περιπτώσεις  KML περιεχομένου. 
● Έναν symbolizer του  layer, στο αντικείμενο layer.style. 
● Ένα  αντικείμενο  Style  ή  StyleMap,  συνδεδεμένο  με  το  layer  σαν 
layer.styleMap. 
Ο symbolizer είναι ένα JavaScript αντικείμενο,  με ζεύγη ονομάτων/τιμών, που 
περιγράφει τις τιμές των ιδιοτήτων του στυλ. Π.χ.
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{  'strokeWidth': 5,
  'strokeColor': '#ff0000'
}
Το αντικείμενο style map είναι ένα περιγραφικό στοιχείο που επιτρέπει τη χρήση 
styling  βασιζόμενο  στα  στοιχεία.  Χρησιμοποιεί  τα  στοιχεία  OpenLayer.style και 
OpenLayer.style.map .Ένα  style map αναγνωρίζει  τρείς  καταστάσεις  απεικόνισης 
(renderIntent) των στοιχείων:
● ‘default’ : Χρησιμοποιείται στις περισσότερες των περιπτώσεων 
● ‘select’ : Χρησιμοποιείται όταν επιλέγεται ένα στοιχείο .
● ‘temporary’ : Χρησιμοποιείται όταν τροποποιείται ένα στοιχείο.
Όταν ένα στοιχείο σχεδιάζεται μπορούμε να περάσουμε μία από τις καταστάσεις 
στη συνάρτηση drawFeature του layer ή να δώσουμε τη τιμή μιας κατάστασης στην 
ιδιότητα ‘renderIntent’ του στοιχείου. 
Κάθε  renderIntent  ενός  StyleMap  σχετίζεται  με  κάποιο  αντικείμενο  Style.  Τα 
αντικείμενα  Style,  περιγράφουν  τον  τρόπο  με  τον  οποίο  πρέπει  να  σχεδιαστούν  τα 
στοιχεία  με  τη  χρήση ενός  symbolizer.  Ένα παράδειγμα  StyleMap με  διαφορετικό 
Style για διαφορετικές  renderIntent:
var defaultStyle = new OpenLayers.Style({
  'pointRadius': 10
});
var selectStyle = new OpenLayers.Style({
  'pointRadius': 20
});
var styleMap = new OpenLayers.StyleMap({'default': defaultStyle,
                         'select': selectStyle});
Ο  symbolizer περνάει σαν παράμετρος στον κατασκευαστή του  Style. Τέλος η 
ανάθεση του στυλ στο layer γίνεται κατά τη δημιουργία του:
var newLayer= new OpenLayers.Layer.Vector("Vector Layer",
              {styleMap: styleMap});
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    2.7.6.7.1 Styling  βασισμένο σε κανόνες(rules)
Εκτός από τα απλά στυλ, που περιγράφηκαν, η OpenLayers υποστηρίζει τον rule-
based σχεδιασμό (σχεδιασμό βασισμένο σε κανόνες) όπου μια ιδιότητα του στοιχείου 
μπορεί να προσδιορίσει το στυλ που θα χρησιμοποιηθεί. Με τους κανόνες μπορούμε για 
παράδειγμα να επιλέξουμε διαφορετική απεικόνιση για τις εθνικές οδούς και άλλη για 
τους υπόλοιπους δρόμους. 
Αυτό μπορεί να γίνει με δύο διαφορετικούς τρόπους. 
● Σε απλές περιπτώσεις με την συνάρτηση addUniqueValueRules 
● Για πιο πολύπλοκες περιπτώσεις με τη δημιουργία κανόνων.
      2.7.6.7.1.1 addUniqueValueRules
Πρώτα δημιουργείται ένα StyleMap με τις κοινές ιδιότητες του στυλ. Π.χ.
var styleMap = new OpenLayers.StyleMap({externalGraphic: '${thumbnail}'});
Μετά δημιουργούμε μια αντιστοίχιση μεταξύ της τιμής του χαρακτηριστικού του 
στοιχείου που ενδιαφέρει και ενός symbolizer. 
var lookup = {
  "small": {pointRadius: 10},
  "large": {pointRadius: 30}
}
Τέλος  προσθέτουμε  κανόνες  στον  default symbolizer οι  οποίοι  ελέγχουν  το 
χαρακτηριστικό  του  στοιχείου  (το  ‘size’  στο  παράδειγμα)  και  εφαρμόζουν  τον 
αντίστοιχο symbolizer στο στοιχείο.
styleMap.addUniqueValueRules("default", "size", lookup);
Το παραπάνω θα εφαρμόσει για την default κατάσταση (renderIntent), ανάλογα 
με τη τιμή του χαρακτηριστικού 'size', τον symbolizer που προκύπτει στο αντικείμενο 
'lookup'.
      2.7.6.7.1.2 Δημιουργία Κανόνων
Υποστηρίζονται πολλοί τύποι κανόνων. Μπορούμε να δημιουργήσουμε κανόνες 
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για την εφαρμογή στυλ (με βάση το εάν κάποια τιμή είναι μικρότερη, ίση ή μεγαλύτερη 
από κάποιο όριο ή αν ταιριάζει με κάποιο string, κλπ ) με τη χρήση φίλτρων.
Ένα παράδειγμα φίλτρου με τελεστές 'LESS_THAN' και 'GREATER_THAN_OR 
_ EQUAL_TO'
var style = new OpenLayers.Style();
var ruleLow = new OpenLayers.Rule({
  filter: new OpenLayers.Filter.Comparison({
      type: OpenLayers.Filter.Comparison.LESS_THAN,
      property: "amount",
      value: 20,
  }),
  symbolizer: {pointRadius: 10, fillColor: "green",
               fillOpacity: 0.5, strokeColor: "black"}
});
var ruleHigh = new OpenLayers.Rule({
  filter: new OpenLayers.Filter.Comparison({
      type: OpenLayers.Filter.Comparison.GREATER_THAN_OR_EQUAL_TO,
      property: "amount",
      value: 20,
  }),
  symbolizer: {pointRadius: 20, fillColor: "red",
               fillOpacity: 0.7, strokeColor: "black"}
});
style.addRules([ruleLow, ruleHigh]);
Κάθε κανόνας του παραδείγματος χρησιμοποιεί ένα φίλτρο σύγκρισης. Υπάρχουν 
διαφορετικοί τύποι φίλτρων 
 Φίλτρα σύγκρισης, όπως παραπάνω
 Φίλτρα Feature Id, συγκρίνει το Id του στοιχείου, με τα στοιχεία ενός array με 
Ids στοιχείων
 Λογικά φίλτρα, συνδυάζουν άλλους τύπους φίλτρων, με Boolean τελεστές .
Κάθε  κανόνας  μπορεί  να  έχει  τις  ιδιότητες  minScaleDenominator και 
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maxScaleDenominator.  Αυτές  καθορίζουν  το  εύρος  της  κλίμακας  στο  οποίο 
εφαρμόζεται το φίλτρο.
    2.7.6.7.2 Ιδιότητες Στυλ
Μερικές από τις ιδιότητες που μπορούν να χρησιμοποιηθούν σε κάποιο στυλ είναι 
(σε παρένθεση οι default τιμές) :
 FillColor (#ee9900)
 FillOpacity (0.4)
 strokeColor, χρώμα γραμμής (#ee9900)
 strokeOpacity (1)
 strokeWidth (1)
 strokeLinecap, καθορίζει το στυλ των ακραίων σημείων της γραμμής (round)
 strokeDashstyle,  (solid), άλλες δυνατές τιμές οι dot, dash, dashdot, longdash 
κλπ
 PointRadius,  (6)
 External Graphic, η εικόνα που θα χρησιμοποιηθεί για κάποιο σημείο
  2.7.6.8 Αιτήματα Δεδομένων 
Η OpenLayers υποστηρίζει τα ασύγχρονα αιτήματα (requests) δεδομένων .
Ένας τρόπος να γίνει αυτό είναι με τη χρήση του αντικειμένου XMLHttpRequest. 
Τα αντικείμενα αυτά δεν υποστηρίζονται από όλους τους browsers. Για το λόγο αυτό η 
OpenLayers χρησιμοποιεί κάποιες  cross-browser συναρτήσεις που εμπεριέχονται στις 
μεθόδους  OpenLayers.Request. Η  OpenLayers.Request μπορεί να χρησιμοποιηθεί και 
για σύγχρονες κλίσεις.
Παράδειγμα: Ένα GET αίτημα. Ο χειρισμός γίνεται από μία call back συνάρτηση 
(την handler στο παράδειγμα):
function handler(request) {
    alert(request.responseText);
}
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var request = OpenLayers.Request.GET({
    url: "http://host/path",
    callback: handler
});
  2.7.6.9 Η Επαναπροβολή (re-projection) στο προβολικό σύστημα 
Spherical Mercator 
Ο  Spherical Mercator (EPSG:900913)  χρησιμοποιείται  από  τους  χάρτες  των 
Google, Yahoo, Virtual earth, Open Maps για την χρήση των οποίων διατίθενται APIs 
και είναι ένας καλός τρόπος χρήσης βασικών layers. Δεν είναι όμως πάντα εύκολο να 
έχουμε τα δεδομένα μας στο ίδιο προβολικό σύστημα. Η OpenLayers υποστηρίζει την 
επαναπροβολή δεδομένων στο EPSG :900913. Δεν είναι δυνατή η επαναπροβολή από 
όλα τα προβολικά συστήματα .
    2.7.6.9.1 Σημεία
Θα δώσω ένα παράδειγμα δημιουργίας κέντρου σε χάρτη .Το EPSG :900913 έχει 
μονάδα μέτρησης το μέτρο και κάτι τέτοιο είναι άβολο για τον παραπάνω σκοπό .Είναι 
ευκολότερο  να  αναφερθούμε  για  τη  θέση  ενός  σημείου  σε  μοίρες  σύμφωνα  με  το 
EPSG:4326 .
var proj = new OpenLayers.Projection("EPSG:4326");//Δημιουργείται ένα αντικείμενο Projection
var point = new OpenLayers.LonLat(28, 35);//Δημιουργείται ένα αντικείμενο LonLat
point.transform(proj,  map.getProjectionObject());//Επαναπροβάλεται  το  LonLat  στο  προβολικό 
σύστημα του //χάρτη
map.setCenter(point);   //κέντρο του χάρτη το LonLat
    2.7.6.9.2 Δεδομένα
Όταν τα δεδομένα μας έχουν διαφορετικό σύστημα αναφοράς για να προβληθούν 
σωστά πρέπει να γίνει επαναπροβολή. Πρέπει να δηλωθεί το προβολικό σύστημα του 
χάρτη. Αυτό γίνεται κατά την δημιουργία του αντικειμένου χάρτη,  μέσω της ιδιότητας 
projection.  Επίσης  πρέπει  να  δηλωθεί  το  σύστημα αναφοράς  των δεδομένων.  Αυτό 
γίνεται με την ιδιότητα projection του αντικειμένου layer. 
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var map = new OpenLayers.Map("map", {
  projection: new OpenLayers.Projection("EPSG:900913")
});
var myBaseLayer = new OpenLayers.Layer.Google("Google",
              {'sphericalMercator': true,
});
map.addLayer(myBaseLayer);
var myGML = new OpenLayers.Layer.GML("GML", "mygml.gml", {
  projection: new OpenLayers.Projection("EPSG:4326")
});
map.addLayer(myGML);
Για  τη  χρήση  ενός  συστήματος  αναφοράς  από  τα  χειριστήρια(controls) η 
OpenLayers διαθέτει και τη παράμετρο displayProjection στο αντικείμενο map.
var map = new OpenLayers.Map("map", {
  projection: new OpenLayers.Projection("EPSG:900913"),
  displayProjection: new OpenLayers.Projection("EPSG:4326")
});
map.addControl(new OpenLayers.Control.MousePosition());
    2.7.6.9.3 Εικόνες
Το WMS επιστρέφει εικόνες. Η επαναπροβολή γίνεται από τον χωρικό server. Ο 
Geoserver έχει  ενσωματωμένη  υποστήριξη  στο  EPSG:900913  οπότε  δεν  χρειάζεται 
περαιτέρω παραμετροποίηση.
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Κεφάλαιο 3
Τεχνολογικό υπόβαθρο
3.1 XML(Extensible Markup Language)
3.1.1 Τι είναι η  XML
Η  XML είναι  ένα  σύνολο  κανόνων  για  την  ηλεκτρική  κωδικοποίηση  των 
εγγράφων. Είναι ένα ανοιχτό πρότυπο της  W3C. Η έμφαση στον σχεδιασμό της έχει 
δοθεί  στην  απλότητα,  τη  γενίκευση  στη  χρήση  της   και  τη  χρηστικότητά  της  στο 
διαδίκτυο.  Χρησιμοποιείται  για  την  μορφοποίηση των  δομών  των  δεδομένων  μέσω 
κειμένου.
Είναι  μια  γλώσσα  σήμανσης  (markup)  όπως  η  HTML.  Ενώ  η  HTML 
χρησιμοποιείται για την απεικόνιση των δεδομένων η  XML χρησιμοποιείται για την 
μετάδοσή τους. Επίσης στην XML οι ετικέτες (tags) δεν είναι προκαθορισμένες, πρέπει 
να οριστούν.
3.1.2 Η δομή ενός  XML εγγράφου
Ένα παράδειγμα XML εγγράφου είναι το παρακάτω.
<bookstore>
<book category="COOKING">
<title lang="en">Everyday Italian</title>
<author>Giada De Laurentiis</author>
<year>2005</year>
<price>30.00</price>
</book>
<book category="CHILDREN">
<title lang="en">Harry Potter</title>
<author>J K. Rowling</author>
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<year>2005</year>
<price>29.99</price>
</book>
<book category="WEB">
<title lang="en">Learning XML</title>
<author>Erik T. Ray</author>
<year>2003</year>
<price>39.95</price>
</book>
</bookstore> 
Τα XML έγγραφα έχουν μια δομή δένδρου. Στην κορυφή του δένδρου έχουμε τη 
ρίζα (root element). Αυτή διακλαδίζεται σε άλλα στοιχειά (παιδιά,  child element) και 
αυτά με τη σειρά τους στα δικά τους παιδιά. Τα στοιχεία μπορούν να έχουν περιεχόμενο 
κειμένου  (όπως  στη  HTML).  Τα  στοιχεία  του  ίδιου  επιπέδου  (κοινός  γονέας) 
ονομάζονται αδέρφια (siblings).
Εικόνα 26: Δομή XML εγγράφου
Οι ορισμοί των ετικετών για ένα  XML έγγραφο γίνονται σε ένα  XML σχήμα, 
όπου περιγράφεται μέσω περιορισμών (constraints) η δομή του εγγράφου.
Ένα  XML έγγραφο  με  σωστή  σύνταξη  ονομάζεται  well-formed.  Όταν 
ανταποκρίνεται στους ορισμούς ενός σχήματος ονομάζεται έγκυρο (valid).
Με βάση την XML, έχουν αναπτυχθεί μια σειρά markup γλωσσών, βασιζόμενων 
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σε εξειδικευμένα συστήματα  σχημάτων. Μεταξύ αυτών η GML.
3.1.3 Ο XML parser
Οι  browsers έχουν  ενσωματωμένο  έναν  parser,  ο  οποίος  μετατρέπει  το  XML 
κείμενο σε ένα αντικείμενο προσβάσιμο από την JavaScript, το XMLDOM .
Το  αντικείμενο  αυτό  διαθέτει  μεθόδους  για  την  προσπέλαση,  πρόσβαση, 
εισαγωγή και διαγραφή των στοιχείων του δένδρου.
3.1.4 SLD
Το SLD (Styled  Layer  Descriptor)  είναι  ένα  XML σχήμα της  OGC  για  την 
περιγραφή  της  εμφάνισης  ενός  layer.  Εκτενέστερη  αναφορά   έγινε  στα  κεφάλαια 
GeoServer και OpenLayers.
3.2 GML
Η  GML(Geography Markup Language)  είναι  ένα  πρότυπο κωδικοποίησης της 
OpenGIS.  Χρησιμοποιείται τόσο για την μοντελοποίηση των γεωδεδομένων σε XML 
μορφή  όσο  και  σαν  τρόπος  διατύπωσης  για  την  ανταλλαγή  και  διαμοιρασμό  της 
γεωπληροφορίας.
Όπως συμβαίνει και στην XML, υπάρχουν δύο πλευρές στην GML γραμματική. 
Το σχήμα που περιγράφει το έγγραφο και ένα στιγμιότυπο εγγράφου που περιέχει τα 
πραγματικά δεδομένα.
Το  σχήμα  επιτρέπει  στον  developer να  περιγράψει  ομάδες  γεωγραφικών 
δεδομένων που περιέχουν σημεία, γραμμές και πολύγωνα. Αναπτύσσονται και σχήματα 
για συγκεκριμένες εφαρμογές, που αποτελούν εξειδικευμένες επεκτάσεις της GML. Σε 
ένα τέτοιο εξειδικευμένο σχήμα για παράδειγμα, μπορεί να γίνεται ειδική αναφορά σε 
στοιχεία δρόμων, λεωφόρων,  εθνικών δρόμων, γεφυρών, δρόμων ταχείας κυκλοφορίας 
κλπ. αντί γενικής αναφοράς γραμμής.
Οι  πελάτες και εξυπηρετητές που εφαρμόζουν το  WFS πρότυπο της  OpenGIS, 
διαβάζουν και γράφουν  GML δεδομένα. 
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3.3 DOM
3.3.1 Τι είναι το DOM
Το DOM (Document Object Model ), είναι μία σύμβαση για την αναπαράσταση 
και χειρισμό των HTML, XHTML και XML εγγράφων μέσω αντικειμένων. Είναι cross-
platform και language-independent.  Η  εξέλιξή  του  είναι  συνδεδεμένη  με  τον 
ανταγωνισμό ανάμεσα στην  Microsoft και  Netscape κατά την ανάπτυξη των  Internet 
Explorer και  Netscape Navigator και  την  εξέλιξη των γλωσσών σεναρίου (scripting 
languages ) JavaScript και JScript που υλοποιούν οι web browsers.  [28]
Το  DOM δίνει  ένα πρότυπο σύνολο αντικειμένων για την αναπαράσταση των 
(HTML, XHTML και XML) εγγράφων, ένα μοντέλο για τη δυνατότητα συσχέτισης των 
αντικειμένων, καθώς και την διεπαφή για την επεξεργασία και τροποποίησή τους. Έτσι 
δίνει  τη  δυνατότητα  στις  γλώσσες  σεναρίου  από  τη  πλευρά  του  πελάτη  να 
επεξεργάζονται και να τροποποιούν δυναμικά το περιεχόμενο, τη δομή και το στυλ των 
εγγράφων  μέσω  ενός  προτύπου  και  όχι  μέσω  APIs που  έχουν  σχεδιαστεί  για  το 
εκάστοτε λογισμικό. Με τον τρόπο αυτό αυξάνεται η διαλειτουργικότητα στο web [27]. 
Η προτυποποίηση του DOM γίνεται από την W3C. 
To αρχικό πρότυπο του DOM, το  DOM Level 1, συστήθηκε από τη W3C το 1998 
και  προσέφερε  ένα  πλήρες  μοντέλο  για  την  τον  χειρισμό  των  HTML και   XML 
εγγράφων.  Οι  παλαιότεροι  browsers Internet Explorer 4.x και  Netscape 4.x δεν  το 
υποστήριζαν ενώ ο Internet Explorer 5.0 προσέφερε περιορισμένη υποστήριξη. 
Το  DOM Level 2,  εκδόθηκε  το  2002  και  εισήγαγε  τη  συνάρτηση 
"getElementById",  ένα  μοντέλο  DOM συμβάντων  (επιτρέποντας  τις  event-driven 
γλώσσες όπως η  JavaScript να καταχωρούν διάφορους  event handlers/listeners στα 
στοιχεία ενός DOM δένδρου), καθώς και υποστήριξη στην XMLNS και την CSS.
Το  DOM Level 3, είναι η τρέχουσα έκδοση και εκδόθηκε το 2004. Προσέφερε 
υποστήριξη για την XPath (γλώσσα ερωτημάτων για την επιλογή κόμβων σε ένα XML 
έγγραφο),  τη  διαχείριση  συμβάντων  πληκτρολογίου  και  μία  διεπαφή  για  XML 
serialization  (μετατροπή  ενός  αντικειμένου  σε  XML μορφή  –  για  αποθήκευση  ή 
μετάδοση).
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Σήμερα,  ένα  μεγάλο  μέρος  του  W3C DOM υποστηρίζεται  από  τους 
συνηθισμένους  browsers, όπως τους  Microsoft Internet Explorer (έκδοση 6 και μετά), 
Mozilla, Firefox, Konqueror, Opera, and Safari.
Όταν  ο  browser  δέχεται  κάποια  είσοδο  (π.χ.  XML κείμενο),  ο   XML parser 
(ενσωματωμένος στον browser) το μετατρέπει σε αντικείμενο  XML DOM το οποίο 
έχει τη δομή ενός δέντρου, και είναι προσβάσιμο από τη javascript. Η javascript μπορεί 
να διασχίζει  τους κόμβους ενός τέτοιου δέντρου, ή να επισκέπτεται συγκεκριμένους 
κλάδους για την επεξεργασία τους (διάβασμα, τροποποίηση, διαγραφή, πρόσθεση νέων 
κόμβων κ.λ.π.). 
Εκτός  από τους  browser,  το  μοντέλο DOM χρησιμοποιείται  και  από γλώσσες 
προγραμματισμού όπως η php για τον χειρισμό αρχείων. Αν θέλουμε να αναζητήσουμε 
για παράδειγμα κάποιο στοιχείο σε ένα html ή xml έγγραφο, στην php, μπορούμε να 
κάνουμε δημιουργώντας ένα DOM αντικείμενο το οποίο κάνει parsing στο αρχείο και 
δημιουργεί  το  αντίστοιχο  DOM  δένδρο.  Στο  παράδειγμα  η  δημιουργία  ενός  dom 
αντικειμένου από html κείμενο στην php. 
    /*** Δημιουργία dom αντικειμένου***/
    $dom = new domDocument;
    /*** parsing του html κώδικα που περιέχεται στην μεταβλητή  $html ***/
    $dom->loadHTML($html); 
3.4 Javascript 
Η javascript  είναι μία αντικειμενοστραφής scripting γλώσσα προγραμματισμού 
(γλώσσα δέσμης ενεργειών ή γλώσσα σεναρίων) που χρησιμοποιείται για την εκτέλεση 
προγραμμάτων στη πλευρά του πελάτη. Η κύρια χρήση της είναι για την παραγωγή 
δυναμικού περιεχομένου σε ιστοσελίδες καθώς είναι ενσωματωμένη στους browsers. H 
δημοτικότητά της είναι μεγάλη εξαιτίας του ρόλου της και της δημοτικότητας των web 
εφαρμογών. 
Η ονομασία της javascript είναι παραπλανητική, αφού ουσιαστικά δεν έχει καμία 
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σχέση με την Java. 
Η JavaScript αναπτύχθηκε αρχικά από Brendan Eich της Netscape. Η Microsoft 
απάντησε με την Jscript που είναι η ίδια γλώσσα με διαφορετικό όνομα για λόγους 
copyright.  
Αρχικά η γλώσσα έπεσε σε δυσμένεια εξαιτίας κακών υλοποιήσεων και ατελειών 
της γλώσσας, με αποτέλεσμα το βάρος για τη δημιουργία δυναμικών ιστοσελίδων να 
περάσει  στη πλευρά του server  με  τη χρήση των server-side scripting γλωσσών.  H 
έλευση του Ajax  επανέφερε  τη  javascript  στο  προσκήνιο  δίνοντάς  της  μία  δεύτερη 
ευκαιρία. Οι προγραμματιστές επανεξέτασαν τη σχέση τους με αυτή, με αποτέλεσμα 
την ισόρροπη χρήση  server-side και  clied-side προγραμματισμού στο web. H εξέλιξή 
της δεν έμεινε ανεπηρέαστη από τον ανταγωνισμό των Microsoft – Netscape (γνωστό 
και σαν πόλεμο των browsers).[4]
Χαρακτηρίζεται  σαν  μια  δυναμική,  loosely  typed,  βασισμένη  στο  πρωτότυπο 
γλώσσα με συναρτήσεις πρώτης τάξεως(first class funcions). [28]
 Το να υποστηρίζει μία γλώσσα προγραμματισμού συναρτήσεις πρώτης τάξεως 
σημαίνει  ότι,  υποστηρίζει  τη  κατασκευή  συναρτήσεων  κατά  την  εκτέλεση  του 
προγράμματος,  αποθηκεύοντάς  τους  σε  δομές  δεδομένων,  περνώντας  τες  σαν 
ορίσματα(arguments)  σε  άλλες  συναρτήσεις   και  επιστρέφοντάς  τες  από  άλλες 
συναρτήσεις σαν τιμές. Οι συναρτήσεις είναι και αυτές αντικείμενα.
Σε μία  loosely typed (ή weak typed) γλώσσα δεν ορίζουμε τύπους μεταβλητών. 
Μία μεταβλητή μπορεί να χρησιμοποιηθεί π.χ. σαν string και αργότερα σαν αριθμός. 
Οι   βασισμένες  στο  πρωτότυπο  (Prototype-based)  γλώσσες,  είναι 
αντικειμενοστραφείς  γλώσσες  που  δεν  βασίζονται  στις  κλάσεις.  Τα  αντικείμενα 
κληρονομούν απευθείας από άλλα αντικείμενα τα οποία χρησιμοποιούνται με το τρόπο 
αυτό σαν πρωτότυπα. [28]
Δυναμικές  χαρακτηρίζονται  οι  γλώσσες  οι  οποίες  πραγματοποιούν  κατά  την 
εκτέλεσή  τους  (runtime)  λειτουργίες  -  συμπεριφορές  που  οι  άλλες  μη  δυναμικές 
γλώσσες  μπορούν  να  πραγματοποιήσουν  μόνο  κατά  τη  μεταγλώττιση  (compiling). 
Τέτοιες λειτουργίες μπορεί να είναι η προσθήκη κώδικα, η επέκταση – τροποποίηση 
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των αντικειμένων, η αλλαγή των τύπων μεταβλητών. [28]
Υποστηρίζει τα χαρακτηριστικά δομημένου προγραμματισμού της C με εξαίρεση 
την εμβέλεια (scope) των μεταβλητών. Δεν υποστηρίζεται η εμβέλεια σε επίπεδο block 
αλλά μόνο σε επίπεδο συναρτήσεων.
Συνδυάζεται με το DOM,  για τον χειρισμό των στοιχείων  html, xml εγγράφων.
Χρησιμοποιεί τη Json σημειογραφία.
3.4.1 JSON
H JSON (JavaScript Object Notation) είναι μια μορφή σημειογραφίας (notation) 
για την ανταλλαγή δεδομένων, εύκολα κατανοητή από τον άνθρωπο και εύκολη στο 
χειρισμό από τις  μηχανές.  Βασίζεται  σε  ένα  υποσύνολο της  JavaScript,  έχει  μορφή 
κειμένου και είναι ανεξάρτητη γλώσσας προγραμματισμού.
Η JSON είναι χτισμένη σε δύο δομές:[9]
• Μια  συλλογή  από  ζεύγη  ονόματος/τιμής.  Σε  διάφορες  γλώσσες,  αυτό 
υλοποιείται ως ένα αντικείμενο, εγγραφή ή δομή. 
• Μια  ταξινομημένη  λίστα  τιμών.  Στις  περισσότερες  γλώσσες,  αυτό 
υλοποιείται ως array,  λίστα, ή ακολουθία.
Αυτές είναι καθολικές μορφές δεδομένων που υποστηρίζονται  με κάποιον τρόπο 
από  όλες  σχεδόν  τις  σύγχρονες   γλώσσες  προγραμματισμού.  Αυτό  κάνει  την  Json 
ιδανική για ανταλλαγή δεδομένων ανάμεσα στις εφαρμογές.
Στο  JSON,  ένα  αντικείμενο είναι  ένα  μη  ταξινομημένο  σύνολο  ζευγών 
ονόματος/τιμής.  Ένα αντικείμενο αρχίζει  με  αριστερό άγκιστρο ({)και  τελειώνει  με 
δεξιό άγκιστρο (}). Κάθε όνομα ακολουθείται από άνω και κάτω τελεία (:) και τα ζεύγη 
ονόματος/τιμής διαχωρίζονται από κόμμα. 
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Εικόνα  27: Διάγραμμα σιδηροδρόμου για τη σημειογραφία των json 
αντικειμένων.[9]
Ο πίνακας (array) είναι μια ταξινομημένη συλλογή τιμών. Ένας πίνακας αρχίζει 
με  αριστερή αγκύλη ([)και τελειώνει με  δεξιά αγκύλη (]). Οι τιμές διαχωρίζονται με 
κόμμα .
Εικόνα  28: Διάγραμμα σιδηροδρόμου για τη σημειογραφία των json array.[9]
Η τιμή μπορεί να είναι μια συμβολοσειρά σε διπλά εισαγωγικά, ή ένας αριθμός, ή 
αληθές ή ψευδές ή null, ή ένα αντικείμενο ή ένας πίνακας. Οι δομές αυτές μπορούν να 
είναι ένθετες.
Εικόνα  29: Διάγραμμα σιδηροδρόμου για τη σημειογραφία των json τιμών.[9]
Μια  συμβολοσειρά  (string) είναι  μια  συλλογή  από  μηδέν  ή  περισσότερους 
χαρακτήρες  Unicode,  που  περικλείονται  σε  διπλά  εισαγωγικά.  Χρησιμοποιείται  ο 
χαρακτήρας διαφυγής.  Ένας χαρακτήρας αναπαριστάται σαν μια συμβολοσειρά με ένα 
χαρακτήρα. 
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Εικόνα  30: Διάγραμμα σιδηροδρόμου για τη σημειογραφία των json strings.[9]
Τέλος ο αριθμός είναι  όπως στη C ή τη Java. Δεν υποστηρίζονται οκταδικοί και 
δεκαεξαδικοί αριθμοί.
Εικόνα  31: Διάγραμμα σιδηροδρόμου για τη σημειογραφία των json αριθμών.[9]
3.4.2 Οι συναρτήσεις στη JavaScript
Οι  συναρτήσεις  της  JavaScript  δηλώνονται  με  τη  λέξη  function,  χωρίς  να 
χρειάζεται  να  δηλωθεί  τύπος  εξόδου  της  συνάρτησης  ή  void  αν  η  συνάρτηση  δεν 
επιστρέφει τίποτα. Όλες οι συναρτήσεις έχουν επιστροφή, αυτή που δηλώνεται με την 
εντολή return. Αν δεν υπάρχει  return στη συνάρτηση, η επιστροφή είναι undefined. 
Εξαιρούνται οι κατασκευαστές, οι οποίοι επιστρέφουν αντικείμενο.
Με τη δήλωση της συνάρτησης δηλώνονται και τα ορίσματά της (arguments). 
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Όταν καλείται μία συνάρτηση δεν είναι απαραίτητο να δηλωθεί το ακριβές σύνολο των 
παραμέτρων.  Οι  επιπλέον  παράμετροι  αγνοούνται,  ενώ  οι  παράμετροι  που  λείπουν 
παίρνουν  τη τιμή undefied. Για τη διευκόλυνση της χρήσης του μεταβλητού μήκους 
παραμέτρων, κάθε συνάρτηση μπορεί να χρησιμοποιεί την array μεταβλητή arguments 
η οποία περιέχει όλες τις παραμέτρους που περνιούνται στη συνάρτηση. 
π.χ.  Η  παρακάτω  συνάρτηση  μπορεί  να  κληθεί  με  οποιοδήποτε  αριθμό 
παραμέτρων και να επιστρέψει το άθροισμά τους.
function sum() {  // Take any number of parameters and return the sum
    var total = 0;
    for (var i = 0; i < arguments.length; ++i) {
        total += arguments[i];
    }
    return total;
}
Η  JavaScript  υποστηρίζει  τις  εσωτερικές  συναρτήσεις   (συναρτήσεις  που 
ορίζονται  μέσα σε  άλλες  συναρτήσεις).  Οι  εσωτερικές  συναρτήσεις  δημιουργούνται 
κάθε  φορά  που  καλείται  η  εξωτερική  συνάρτηση.  Οι  μεταβλητές  της  εξωτερικής 
συνάρτησης  για  τη  κλήση  αυτή,  εξακολουθούν  να  υπάρχουν  όσο  υφίσταται  η 
εσωτερική συνάρτηση, ακόμα και αν η κλήση της εξωτερικής έχει τερματιστεί.
Όπως προαναφέρθηκε οι  συναρτήσεις  είναι  και  αυτές  αντικείμενα. Μπορεί  να 
περιέχει  μέλη  όπως  και  τα  άλλα  αντικείμενα.  Αυτό  την  επιτρέπει  να  περιέχει  τους 
δικούς της πίνακες δεδομένων και να μπορεί να χρησιμοποιείται σαν κατασκευαστής 
(constructor ) αντικειμένων.
Μια συνάρτηση μπορεί να είναι μέλος ενός αντικειμένου. Όταν μια συνάρτηση 
είναι μέλος ενός αντικειμένου, ονομάζεται  μέθοδος. Η πρόσβαση στα λοιπά μέλη του 
αντικειμένου από την μέθοδο γίνεται με το this. Η μεταβλητή this παίρνει τη τιμή του 
αντικειμένου.
Για παράδειγμα, με την έκφραση foo.Bar() δημιουργούμε τη συνάρτηση μέλος 
του αντικειμένου foo,  την Bar().  H Bar()  μπορεί  να έχει  πρόσβαση στο foo και  τα 
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στοιχεία του με τη μεταβλητή this.
Όταν  μία  συνάρτηση  χρησιμοποιείται  σαν  κατασκευαστής  καλείται  με  το 
πρόθεμα new. Συμβατικά η συναρτήσεις κατασκευαστές ξεκινούν με κεφαλαίο.
new Constructor(parameters...) 
Ο  κατασκευαστής  επιστρέφει  ένα  καινούργιο  αντικείμενο.  Τα  αντικείμενα 
περιέχουν μια κρυφή ιδιότητα “σύνδεση” (link property). Αυτή οδηγεί στο πρωτότυπο 
αντικείμενο. Όταν αναζητείται το στοιχείο ενός αντικειμένου, αν αυτό δεν υπάρχει στο 
αντικείμενο, αναζητείται στο πρωτότυπό του, που δίνεται από την ιδιότητα link. Αν δεν 
βρεθεί και πάλι αναζητείται στο νεο link, μέχρι να μην υπάρχει σύνδεση σε κάποιο 
πρωτότυπο, οπότε επιστρέφεται undefied. Με το τρόπο αυτό, την αλυσίδα συνδέσεων, 
έχουμε μία μορφή κληρονομικότητας.
Στο παρακάτω παράδειγμα δημιουργούμε τη κλάση Demo που κληρονομεί από 
τη κλάση Ancestor και προσθέτει τη δική της μέθοδο foo.
function Demo() {} 
Demo.prototype = new Ancestor();
Demo.prototype.foo = function () {};
Τα παραπάνω περιγράφουν την κληρονομικότητα από το πρωτότυπο (prototypal 
inheritance).  Η  JavaScript  υποστηρίζει  και  τη  κλασική  κληρονομικότητα 
χρησιμοποιώντας τη μέθοδο  inherits (υλοποιεί το  extends της Java) και τη μέθοδο 
uber (υλοποιεί το super της Java).
3.4.3 Τα αντικείμενα της JavaScript
Στη  JavaScript,  τα  αντικείμενα  είναι  συλλογές  ζευγών  ονόματος/τιμής 
(name/value pairs), όπου τιμή μπορεί να είναι οποιοδήποτε string, αριθμός, boolean, και 
αντικείμενο  (συμπεριλαμβανομένων  των  συναρτήσεων  και  arrays  που  είναι  επίσης 
αντικείμενα). Αν η τιμή είναι μία συνάρτηση, μπορούμε να τη θεωρήσουμε μέθοδο. 
Τα κλασικά αντικείμενα είναι “αδιαπέραστα”. Ο μόνος τρόπος να προσθέσουμε 
ένα νέο μέλος, είναι να προσθέσουμε μία νέα κλάση. Στη JavaScript,  δεν συμβαίνει 
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αυτό.  Μπορούμε  να  προσθέσουμε  ένα  νέο  μέλος  απλά  δηλώνοντάς  το.  Κάθε 
συνάρτηση  μπορεί  να  τα  διαβάσει,  τροποποιήσει,  διαγράψει  ή  και  να  προσθέσει 
καινούργιο μέλος.  Όλα τα μέλη του αντικειμένου είναι εξ' ορισμού public.
Μπορούμε να δημιουργήσουμε όμως και private μέλη μέσω του κατασκευαστή 
όπως στο παρακάτω παράδειγμα.
function Container(param) {
    this.member = param;
    var secret = 3;
    var that = this;
}
Οι  secret και  that  είναι private εξαιτίας της δήλωσης var που περιορίζει το scope 
των  μεταβλητών  μέσα  στη  συνάρτηση.  Είναι  προσβάσιμες  μόνο  από  τις  private 
μεθόδους. Οι Private μέθοδοι είναι εσωτερικές συναρτήσεις των κατασκευαστών.
π.χ.
function Container(param) {
    function dec() {
        if (secret > 0) {
            secret -= 1;
            return true;
        } else {
            return false;
        }
    }
    this.member = param;
    var secret = 3;
    var that = this;
}
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 Η μέθοδος  dec είναι ιδιωτική (private). Εξετάζει την  secret και αν είναι >0 τη 
μειώνει και επιστρέφει true. Αλλοιώς επιστρέφει false. Το παραπάνα παράδειγμα μπορεί 
να χρησιμοποιηθεί για να περιορίσει τις χρήσεις του αντικειμένου σε 3.  
Από σύμβαση χρησιμοποιείται η ιδιωτική μεταβλητή  that για τον χειρισμό του 
αντικειμένου από τις ιδιωτικές μεθόδους.  Αυτό χρειάζεται σαν λύση  (workaround) σε 
ένα σφάλμα του προτύπου της JavaScript που έχει σαν αποτέλεσμα τη προβληματική 
χρήση του this από τις εσωτερικές συναρτήσεις.
Οι ιδιωτικές μέθοδοι δεν μπορούν να κληθούν από τις δημόσιες. Για το σκοπό 
αυτό υπάρχουν οι προνομιούχες (privileged) μέθοδοι.
Μία privileged μέθοδος έχει πρόσβαση στις ιδιωτικές μεθόδους, ενώ είναι και η 
ίδια  προσβάσιμη στις  ιδιωτικές  μεθόδους  αλλά και  τον  έξω κόσμο.  Ορίζονται  στον 
κατασκευαστή με το this.
function Container(param) {
    function dec() {
        if (secret > 0) {
            secret - = 1;
            return true;
        } else {
            return false;
        }
    }
    this.member = param;
    var secret = 3;
    var that = this;
    this.service = function () {
        if (dec()) {
            return that.member;
        } else {
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            return null;
        }
    };
}
H  service είναι  προνομιακή  μέθοδος.  Καλώντας  myContainer.service() θα 
επιστρέψει  την  τιμή  της  member τις  τρείς πρώτες  φορές  και  μετά  null.  Καλεί  την 
ιδιωτική μέθοδο dec η οποία τροποποιεί την ιδιωτική μεταβλητή secret. Η service δεν 
έχει απ'ευθείας πρόσβαση στην ιδιωτική secret.
Ενώ τα ιδιωτικά και προνομιούχα μέλη μπορούν να δημιουργηθούν μόνο κατά τη 
κατασκευή ενός αντικειμένου, τα δημόσια μπορούν να δημιουργηθούν οποτεδήποτε.
Τα  παραπάνω  είναι  δυνατά  επειδή  η  JavaScript  έχει  closures.  Οι  closures  
συναρτήσεις  είναι  εσωτερικές  σε  άλλες  συναρτήσεις,  και  έχουν  πρόσβαση  στις 
παραμέτρους της εξωτερικής συνάρτησης ακόμα και μετά την εκτέλεση και επιστροφή 
της εξωτερικής συνάρτησης. Με άλλα λόγια, οι  closures  συναρτήσεις  θυμούνται το 
περιβάλλον στο οποίο δηλώθηκαν.
Στα παρακάτω παραδείγματα αντιπαραβάλονται τα Public, Private και Privileged 
μέλη
Public
function Constructor(...) { 
this.membername = value;
}
Constructor.prototype.membername = value;
Private
function Constructor(...) { 
var that = this;
var membername = value; 
function membername(...) {...}
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}Υποσημείωση: Η εντολή
function membername(...) {...}
είναι συντόμευση του
var membername = function membername(...) {...};
Privileged
function Constructor(...) { 
this.membername = function (...) {...};
}
3.5 Ajax 
3.5.1 Τι είναι η τεχνική Ajax
Ο όρος  Ajax(asynchronous JavaScript + XML)   χρησιμοποιήθηκε το 2005 από 
τον James Garrett και αφορούσε τη συνδυασμένη χρήση υφιστάμενων τεχνολογιών για 
τη  δημιουργία  διαδραστικών  εφαρμογών  στο  web.  Αν  και  δεν  περιέγραφε  κάτι 
τεχνολογικά  καινούργιο,  εστίασε  στις  δυνατότητες  που  μπορούσε  να  προσφέρει  ο 
συνδυασμός  των  τεχνολογιών  αυτών  προσανατολίζοντας  τους  developers  στην 
ανάπτυξη  των  web  εφαρμογών  με  εμπειρία  χρήστη  εφάμιλλη  αυτής  των  desktop 
εφαρμογών. [7][28] [26]
Οι τεχνολογίες που ενσωματώνονται στο AJAX είναι [7]:
1. η κλασική απεικόνιση εγγράφων με XHTML και CSS; 
2. δυναμική απεικόνιση και διάδραση (interaction) με DOM 
3. ανταλλαγή και χειρισμός δεδομένων με XML και XSLT 
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4. ασύγχρονη ανάκτηση δεδομένων με XMLHttpRequest
5. JavaScript
Η περιγραφικότητα του όρου δεν είναι απόλυτη, αφού [7]:
 Η  javascript  δεν είναι η μοναδική  client-side γλώσσα σεναρίου για την 
υλοποίηση της τεχνικής. Υπάρχουν και άλλες όπως η  VBScript. Η  javascript 
ωστόσο είναι η πιο δημοφιλής.
 Δεν είναι  απαραίτητη η XML για την ανταλλαγή των δεδομένων (άρα 
ούτε η  XSLT για την επεξεργασία τους). Συχνά χρησιμοποιείται η JSON μορφή 
καθώς και η προμορφοποιημένη HTML ή απλό κείμενο.
 Δεν είναι απαραίτητο οι κλήσεις να είναι ασύγχρονες.
3.5.2 Πως λειτουργεί
Στις  κλασικές  web  εφαρμογές  ο  browser,  για  να  ζητήσει  κάποια  πληροφορία, 
στέλνει ένα HTTP αίτημα στον server. Στη συνέχεια καταστρέφει το ενεργή σελίδα που 
έκανε τη κλήση και δημιουργεί μία καινούργια για να φιλοξενήσει την απόκριση.  Ο 
server επεξεργάζεται το αίτημα και απαντά στέλνοντας μία HTML σελίδα στον χρήστη. 
Ο browser,  παίρνοντας  την  απόκριση σχεδιάζει  την  καινούργια σελίδα.  Το μοντέλο 
αυτό υιοθετήθηκε για την υλοποίηση της πρωταρχικής χρήσης του web σαν μέσου για 
τη χρήση υπερκειμένου. Δεν είναι ικανοποιητικό όμως για τη χρήση  web  εφαρμογών 
διότι  η  εμπειρία  του  χρήστη  είναι  σημαντικά  κατώτερη  των  desktop  εφαρμογών 
εξαιτίας της ανανέωσης ολόκληρης της ιστοσελίδας και της αναμονής που συνεπάγεται. 
Για τις εφαρμογές δεν είναι σκόπιμο να ανανεώνεται ολόκληρη η γραφική διεπαφή του 
χρήστη κάθε φορά που χρειάζεται κάτι καινούργιο από τον server. 
Με την τεχνική Ajax αποφεύγεται η διακοπτόμενη με αναμονές διάδραση στο 
web  εισάγοντας  έναν  ενδιάμεσο,  μια  Ajax  μηχανή,  ανάμεσα  στον  πελάτη  και  τον 
εξυπηρετητή.
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 Εικόνα 32: σύγκριση του παραδοσιακού με το μοντέλο Ajax[7]
  
Ο  browser  αντί  να  φορτώνει  μία  ιστοσελίδα,  φορτώνει  μία  μηχανή  Ajax  που 
δημιουργείται  από  τον  javascript  κώδικα.  Η  μηχανή  είναι  υπεύθυνη  τόσο  για  την 
επικοινωνία  με  τον  server  όσο  και  για  τον  σχεδιασμό  της  σελίδας  του  χρήστη.  Η 
ενημέρωση-σχεδιασμός  της  σελίδας  και  η  επικοινωνία  με  τον  server  συμβαίνουν 
ασύγχρονα. Έτσι αποφεύγεται η αναμονή ανανέωσης μπροστά σε μία άδεια σελίδα, δεν 
επηρεάζεται η απεικόνιση και η λειτουργικότητά της,  ενώ η επικοινωνία γίνεται στο 
παρασκήνιο.[7] 
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Εικόνα 33: Η σύγχρονη διαδοχή γεγονότων στο κλασικό μοντέλο σε σύγκριση με την 
ασύγχρονη μιας Ajax εφαρμογής   [7]
Κάθε  HTTP αίτημα του κλασικού μοντέλου, είναι μία κλήση στη μηχανή Ajax, 
στο Ajax μοντέλο. Η μηχανή ανταποκρίνεται μόνη της στα αιτήματα του χρήστη όταν 
μπορεί  (απλές  επικυρώσεις  δεδομένων,  εγγραφή  δεδομένων  στη  μνήμη,  ή  ακόμα 
κάποια πλοήγηση), ενώ όταν απαιτείται ανάσυρση πληροφορίας από τον  server  κάνει 
ασύγχρονα αιτήματα, συνήθως με XML αλλά όχι απαραίτητα,  χωρίς να διακόπτει την 
αλληλεπίδραση του χρήστη με την εφαρμογή.[7]
Ο ελάχιστος κώδικας που απαιτείται για την υλοποίηση μιας ajax επικοινωνίας 
είναι ο παρακάτω:
var anHttp;
if (window.XMLHttpRequest){ 
  anΗttp=new XMLHttpRequest();// code for IE7+, Firefox, Chrome, Opera, Safari
  } else {  
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  anhttp=new ActiveXObject("Microsoft.XMLHTTP");// code for IE6, IE5
 }
anhttp.onreadystatechange=function(){
if(anhttp.readyState==4){
//Κώδικας για την επεξεργασία της απόκρισης όπως π.χ.
document.getElementById('someDivId').innerHTML=anhttp.responseText;
}
  }
anHttp.open("GET",'test.php',true);
anHttp.send(null); 
Το αντικείμενο  XMLHttpRequest είναι ο ακρογωνιαίος λίθος της AJAX τεχνικής. 
Ο έλεγχος  if (window.XMLHttpRequest) απαιτείται εξαιτίας της διαφορετικού βαθμού 
συμμόρφωσης των browsers  στα 3WC πρότυπα.  Η ιδιότητα  readyState παίρνει  τις 
παρακάτω τιμές κατά τη διάρκεια μιας επικοινωνίας. 
● 0 κανένα αίτημα
● 1 Το αίτημα δημιουργήθηκε
● 2 Το αίτημα στάλθηκε
● 3 Το αίτημα είναι σε εξέλιξη 
● 4 Ολοκληρώθηκε, υπάρχει απάντηση
Στο στάδιο 4 έχει έρθει η απόκριση και περιέχεται στην μεταβλητή responseText 
του  XMLHttpRequest αντικειμένου.
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Εικόνα 34: Λειτουργία Ajax σε validation (invalid) [24]
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Κεφάλαιο 4
Η εφαρμογή
4.1 Το περίγραμμα της εφαρμογής
Η εφαρμογή 
● Διαχειρίζεται τη χωρική πληροφορία.
● Η χρήση της δεν θα περιορίζεται σε μια συγκριμένη θεματική ενότητα. Ο 
κάθε  χρήστης  (ή  ομάδα  χρηστών)  θα  βλέπει  τις  θεματικές  ενότητες  του 
ενδιαφέροντος  του  και  θα  μπορεί  να  τις  επεξεργάζεται  ανάλογα  με  τα 
δικαιώματά του.
● Μπορεί να εμφανίζει WMS layers, titled ή untitled.
● Μπορεί να δημιουργεί vector  layers (WFS), με δυνατότητα καθορισμού 
στυλ στοιχείων.
● Χρησιμοποιεί τεχνικές styling για ομαδοποίηση στοιχείων (clustering), για 
χρήση εικονιδίων/συμβόλων, για κατηγοριοποίηση στοιχείων
● Mπορεί να εφαρμόζει CQL φίλτρα στο WMS καταρχήν. 
● Mπορεί να εφαρμόζει OGC φίλτρα στο WFS. 
● Mπορεί να διαγράψει στοιχεία από τα layers.
● Mπορεί να τροποποιεί τα χωρικά χαρακτηριστικά των στοιχείων.
●  Mπορεί να τροποποιεί τα μη χωρικά χαρακτηριστικά των στοιχείων.
● Παρέχει δυνατότητα ενημέρωσης από εξωτερικά δεδομένα (καιρός, θέσεις 
οχημάτων κλπ).
● Υποστηρίζει την αίτηση πληροφοριών στοιχείων μέσω του χάρτη (WMS, 
getFeature Info).
● Επιχειρήθηκε  να  είναι  φιλική  στον  χρήστη,  προσφέροντας  εμπειρία 
παρόμοια των desktop εφαρμογών.
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4.2 Η αρχιτεκτονική του συστήματος
Το GIS που αναπτύχθηκε αποτελείται από τα παρακάτω μέρη
 Η web εφαρμογή που τρέχει στον web browser. 
 Κάποιος χωρικός server για την παροχή των χωρικών πληροφοριών (GeoServer)
 web server  αφού πέρα από τις  χωρικές  πληροφορίες  η  διεπαφή του χρήστη 
(αλλά και η  διαχείριση του περιεχομένου) έχει και άλλες απαιτήσεις
 βάση  δεδομένων  για  την  αποθήκευση   επεξεργασία  (χωρικών  και  μη) 
πληροφοριών.
Έτσι εγκαταστάθηκαν:
 - Σε ότι αφορά τη πλευρά του web server, υπήρξε προβληματισμός ανάμεσα σε 
apache με php (σαν γλώσσα για την υλοποίηση των scripts), από τη μία πλευρά και του 
tomcat με scripting γλώσσα τη jsp.  Επιλέχθηκε ο συνδυασμός apache /  php,   λόγω 
καλύτερης εξοικείωσής μου με αυτόν. Η μετατροπή ωστόσο σε jsp με tomcat server 
είναι δυνατή χωρίς ιδιαίτερες δυσκολίες.
- Σε ότι αφορά τον χωρικό server επελέγη ο Geoserver. 
-  Σαν  ΣΔΒΔ επελέγη  η  postgreSQL με  την  επέκτασή  της  PostGIS  για  την 
υποστήριξη χωρικών δεδομένων.
-  Η  εφαρμογή  του  πελάτη  τρέχει  στον  web-browser  με  τον  κώδικα  που  του 
περνάει ο web server
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Εικόνα 34: Αρχιτεκτονική του συστήματος
4.3 Περιπτώσεις χρήσης
Οι  δύο  κύριες  περιπτώσεις  χρήσης  είναι  η  προβολή  και  η 
δημιουργία/τροποποίηση των χωρικών πληροφοριών. 
Σε ότι αφορά την προβολή, μπορεί :
● Να προβάλει WMS  layers με τη χρήση CQL φίλτρου ή χωρίς
● Να προβάλει vector layers με τα WFS δεδομένα. Μπορεί να συμπεριλάβει 
OGC φίλτρο ή όχι. Το στυλ καθορίζεται από την web εφαρμογή.
● Να προβάλει τα χαρακτηριστικά των στοιχείων με κλήσεις getFeatureInfo 
του WMS μέσω του χάρτη.
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Εικόνα 35: Περίπτωση χήσης 'προβολή πληροφορίας'
Σε ότι αφορά την εισαγωγή/τροποποίηση στοιχείων, έχουμε: 
● Δημιουργία χωρικού στοιχείου (μέσω GeoServer)
● Τροποποίηση χωρικού στοιχείου (μέσω GeoServer)
● Διαγραφή χωρικού στοιχείου (μέσω GeoServer)
● Τροποποίηση  μη  χωρικών  χαρακτηριστικών  στοιχείου  (απευθείας  στην 
PostGIS).
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Εικόνα 36: Περίπτωση χρήσης 'επεξεργασία πληροφορίας'
4.4 Από τη πλευρά του εξυπηρετητή
4.4.1 Εγκαταστάσεις προγραμμάτων
Το λογισμικό που απαιτείται γιά την παροχή των απαραίτητων υπηρεσιών είναι.
● Ο χωρικός server, Geoserver
● o database server, PostgreSQL με την επέκταση PostGIS 
● o web server, apache με υποστήριξη PHP.
Και οι τρείς server τρέχουν στον ίδιο η/υ.
  4.4.1.1 Postgis
Εγκαταστάθηκε η  PostgreSQL με  την επέκταση PostGIS.  Χρησιμοποιήθηκε η 
default θύρα 5432 κατά την εγκατάσταση.
Δημιουργήθηκαν οι πίνακες για τη διαχείριση του περιεχομένου, οι πίνακες για τα 
χωρικά δεδομένα και τη δημιουργία datastores, καθώς και οι πίνακες ιστορικό και λίστα 
καθηκόντων.
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    4.4.1.1.1 Διαχείριση περιεχομένου
Εικόνα 37: E-R διάγραμμα διαχείρισης περιεχομένου
users: minimal σχεδιασμός, μοναδικό όνομα χρήστη.
theme: θεματικές ενότητες, μοναδικά ονόματα, με ιδιότητες 
● το EPSG της θεματικής ενότητας, 
● το display EPSG, 
● ο αριθμός επιπέδων zoom, 
● το αρχικό επίπεδο zoom, 
● το αρχικό longitude και 
● το αρχικό latitude.
user_themes: Οι χρήστες και οι θεματικές ενότητες σχετίζονται με σχέση πολλά 
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προς πολλά. Στο πίνακα  user_themes, γίνονται οι εγγραφές των θεματικών ενοτήτων 
κάθε χρήστη. Το ζεύγος χρήστη θεματικής ενότητας έχει μοναδική τιμή. 
branch: Εδώ καταχωρούνται οι κλάδοι (φάκελλοι) του δέντρου. Κάθε θεματική 
ενότητα  χρήστη  μπορεί  να  έχει  τη  δική  της  διάρθρωση.  Ο  συνδιασμός  Θεματική 
ενότητα, Χρήστης και Κλάδος έχει μοναδική τιμή.
layer: Εδώ καταχωρούνται τα ονόματα των πινάκων που θα χρησιμοποιηθούν 
σαν πηγές δεδομένων στον GeoServer, το σύστημα συντεταγμένων τους σε epsg κωδικό 
και το namespace που θα χρησιμοποιηθεί στον GeoServer.Επιπλέον χαρακτηριστικά
● id για κάθε εγγραφή
● το σύστημα συντεταγμένων τους σε epsg κωδικό
● GeomType, o τύπος της γεωμετρίας (point, linestring, polygon)
● το namespace στον Geoserver.
layers_in_branch: Στα  layers  και  τους  κλάδους  υπάρχει  σχέση  πολλά  προς 
πολλά, η οποία αποτυπώνεται στον πίνακα αυτόν. Επιπλέον χαρακτηριστικά
● displayName, ονομασία για την απεικόνιση στο δένδρο
● id για κάθε εγγραφή
● το  χαρακτηριστικό  apiName  μπορεί  να  πάρει  μία  από  τις  τιμές  των 
υποστηριζόμενων apis, όταν πρόκειται για βασικό layer. Όταν πρόκειται για μη 
βασικό layer είναι null.
● editable,  boolean,  δείχνει  αν  έχει  δικαίωμα  τροποποίησης  στο 
συγκεκριμένο layer
● autoUpdate,  boolean,  δείχνει  αν εφαρμόζεται  αυτόματη ενημέρωση στο 
συγκεκριμένο layer.
    4.4.1.1.2 Πίνακες – Πηγές γεωγραφικών δεδομένων
Για  την  εφαρμογή  δημιουργήθηκαν  οι  παρακάτω  πίνακες  πηγές  γεωγραφικών 
δεδομένων κατά κατηγορία (οι οναμασίες τους στο UI είναι για τον χρήστη 'uname1'):
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Σημεία:
pointable: ονομασία στο UI 'Οχήματα'
weatherpoint: ονομασία στο UI 'Καιρός'
hydro: ονομασία στο UI 'Υδροληψίες'
air: ονομασία στο UI 'Εναέρια μέσα'
throwspoint: ονομασία στο UI 'Ρίψεις'
Γραμμές:
linetable: ονομασία στο UI 'Μέτωπο φωτιάς'
Πολύγωνα:
forestpoly: ονομασία στο UI 'Δασοκάλυψη'
firepoly: ονομασία στο UI 'Καμένη έκταση'
clearforest: ονομασία στο UI 'Καθαρισμένα'
Τα πεδία datec, dateu ενημερώνονται αυτόματα με την εισαγωγή ή τροποποίηση 
της εγγραφής. Παρομοίως ενημερώνονται τα πεδία area, perimeter και length με τους 
ανάλογους υπολογισμούς. Για το σκοπό αυτό δημιουργήθηκαν τα απαραίτητα triggers 
και συναρτήσεις. Ενδεικτικά η συνάρτηση για την ενημέρωση κατά την τροποποίηση 
του πίνακα forestpoly (Δασοκάλυψη).
CREATE OR REPLACE FUNCTION trg_updforest_tms()
  RETURNS trigger AS
$BODY$
DECLARE
evarea real;
evperimeter real;
BEGIN
NEW.dateu = NOW();
 evarea=round(ST_AREA(st_transform((new.the_geom),2100)));    
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NEW.area := evarea;
 evperimeter=round(ST_PERIMETER(st_transform((new.the_geom),2100)));    
NEW.perimeter := evperimeter;
RETURN NEW;
END;
$BODY$
  LANGUAGE 'plpgsql' IMMUTABLE
  COST 100;
ALTER FUNCTION trg_updforest_tms() OWNER TO postgres;
Επίσης δημιουργήθηκαν οι όψεις:
fo_fi_intersect: ονομασία στο UI 'Καμένα Δάση', σαν 
CREATE OR REPLACE VIEW fo_fi_intersect AS 
 SELECT  st_intersection(forest.the_geom,  m.the_geom)  AS  the_geom,  
st_area(st_transform(st_intersection(forest.the_geom,  m.the_geom),  2100))  AS  st_area,  forest.info,  
forest.category,  100::double  precision  *  st_area(st_transform(st_intersection(forest.the_geom, 
m.the_geom), 2100)) / forest.area AS percentage, forest.id, m.dateu
   FROM forestpoly forest, firepoly m
  WHERE st_intersects(forest.the_geom, m.the_geom);
fo_cl_intersect: ονομασία στο UI 'Καθ_δάση', σαν
CREATE OR REPLACE VIEW fo_cl_intersect AS 
 SELECT st_intersection(forest.the_geom, m.the_geom) AS the_geom, 
st_area(st_transform(st_intersection(forest.the_geom, m.the_geom), 2100)) AS st_area, forest.info,  
100::double precision * st_area(st_transform(st_intersection(forest.the_geom, m.the_geom), 2100)) /  
forest.area AS percentage, forest.id, m.dateu
   FROM forestpoly forest, clearforest m
  WHERE st_intersects(forest.the_geom, m.the_geom);
throws_cat: ονομασία στο UI 'Ρίψεις_κατηγορίες', σαν
CREATE OR REPLACE VIEW throws_cat AS 
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 SELECT throwspoint.id, throwspoint.the_geom, throwspoint.aerial, air.category,  
throwspoint.datec
   FROM throwspoint, air
  WHERE throwspoint.aerial = air.id;
    4.4.1.1.3 Περιορισμοί
Απαιτούνται κάποιες προυποθέσεις σε ότι αφορά τις πηγές δεδομένων, όπως:
● Το πεδίο  GEOMETRY όλων των Postgis  πινάκων – πηγών δεδομένων 
πρέπει να έχει το όνομα the_geom.
● Το πρώτο πεδίο όλων των Postgis πινάκων – πηγών δεδομένων πρέπει να 
έχει τύπο integer, να είναι πρωτεύον κλειδί, καθώς και auto increment.
● Οι  ονομασίες  πεδίων  angle,  size και  speed (προς  το  παρόν),  έχουν 
ιδιαίτερη σημασία για την υλοποίηση λειτουργιών -  απεικόνισης σημείων με 
εικονίδια  και  πρέπει  να  χρησιμοποιούνται  για  αυτό  το  σκοπό  (περιγράφεται 
παρακάτω αναλυτικότερα).
● Όταν  είναι  επιθυμητή  η  κατηγοριοποίηση  των  στοιχείων  απαιτείται  το 
πεδίο category (int). Οι επιτρεπτές τιμές είναι 0 (default) έως 5.
● Τα  ονόματα  των  πεδίων  των  datastores  δεν  πρέπει  να  έχουν  κενό  '  ' 
χαρακτήρα.
● Οι ονομασίες των layers δεν πρέπει να έχουν κατάληξη ' *t', ' *q', ' *a',  ' 
*v'  ή ' *c'
  4.4.1.2 Geoserver
Για το έργο 'Δάσος' δημιουργήθηκαν τα datastores και τα αντίστοιχα layers για τις 
πηγές γεωγραφικών δεδομένων της GIS, όπως έχει περιγραφεί στο κεφάλαιο 2.7.2.2.1, 
καθώς και τα ανάλογα SLD  στυλ.
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  4.4.1.3 Apache
Εγκαταστάθηκε ο apache με PHP καθώς και η Python για τα cgi scripts.
    4.4.1.3.1 PHP κώδικας
Η εφαρμογή υποστηρίζεται από τα παρακάτω php αρχεία.
gcf20.php : Παράγει το html αρχείο της εφαρμογής, με τον απαράιτητο Javascript 
κώδικα.
historyShow.php : Επιστρέφει το ιστορικό
historyInsert.php : Καταχωρεί εγγραφές στο ιστορικό
historyTools.php : Επιστρέφει το interface για νέα καταχώρηση
todoInsert.php : Επιστρέφει τη λίστα καθηκόντων
todoShow.php : Καταχωρεί εγγραφές στη λίστα καθηκόντων
todoTools.php : Επιστρέφει το interface για νέα καταχώρηση καθήκοντος
sim_loc.php :  Κώδικας  προσομοίωσης  γιά  τα  οχήματα.  Για  τη  δοκιμή 
ενημέρωσης της postGIS από εξωτερική εφαρμογή. 
html_dom_parser.php : Διαβάζει τα στοιχεία καιρού (άνεμο) από 10 επιλεγμένες 
ιστοσελίδες του εθνικού αστεροσκοπείου και ενημερώνει την PostGIS, πίνακα καιρού.
characteristics.php : Επιστρέφει τα μή χωρικά χαρακτηριστικά για το επιλεγμένο 
στοιχείο και το interface για τροποποίησή τους.
charInsert.php : Ενημερώνει τα μη χωρικά χαρακτηριστικά ενός στοιχείου.
reqFilter.php :  Υπολογίζει  και επιστρέφει τις  λίστες επιλογής για τη σύνταξη 
OGC φίλτρων από τα μεταδεδομένα των πινάκων.
help.php : διεπεραιώνει τα αιτήματα της βοήθειας για την εφαρμογή.
Λεπτομέρειες  του  php  κώδικα  εξετάζονται  στο  κεφάλαιο  'η  εφαρμογή  στον 
πελάτη', σε συνδιασμό με τον κώδικα του browser και την αλληλεπίδρασή τους.
Ο πλήρης κώδικας στο παράρτημα.
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4.5 Η εφαρμογή στον πελάτη
Αναπτύχθηκε  σε  HTML,  με  χρήση  CSS  και  Javascript.  Για  το  menu  αρχικά 
χρησιμοποιήθηκε η Javascript βιβλιοθήκη jquery και μία υλοποίηση της, το ακορντεόν. 
Στη πορεία, έγινε αντληπτή η διένεξη ανάμεσα στις βιβλιοθήκες jquery και OpenLayers 
(αναφέρεται αναλυτικότερα στη συνέχεια) και εγκαταλήφθηκε. Για τη δημιουργία του 
δένδρου χρησιμοποιήθηκε επίσης Javascript βιβλιοθήκη από την www.blueshoes.org. 
●  Οι πρόσθετες Javascript βιβλιοθήκες/κώδικας που χρησιμοποιήθηκαν
OpenLayers
    <script src="http://www.openlayers.org/api/OpenLayers.js"></script>
 <script src="display.js"></script>
Jquery(έκδοση με περιορισμένη λειτουργικότητα προς το παρόν)
 <script type="text/javascript" src="js/jquery-1.3.2.js"></script> 
<script type="text/javascript" src="js/jquery.accordion.js"></script>
BlueShoes
 <script type="text/javascript" src="/js/Bs_Misc.lib.js"></script> 
<script type="text/javascript" src="/js/Bs_Array.class.js"></script> 
<script type="text/javascript" src="/js/Bs_Tree.class.js"></script> 
<script type="text/javascript" src="/js/Bs_TreeElement.class.js"></script> 
<script type="text/javascript" src="/js/Bs_Checkbox.class.js"></script>
● Χρησιμοποιήθηκαν πρόσθετα  αρχεία  φύλλων  στυλ  για  την  υποστήριξη 
των παραπάνω
OpenLayers
   <link rel="stylesheet" href="ol1.css" type="text/css" />
   <link rel="stylesheet" href="ol2.css" type="text/css" />
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 <link rel="stylesheet" href="styles/demo.css" />
● Χρησιμοποιήθηκαν APIs για την χρήση των χαρτών της Google, Yahoo 
και VirtualEarth. Για τη χρήση των   Google maps απαιτείται κλειδί από την 
Google, το οποίο εκδόθηκε για το σκοπό αυτό.
<script src='http://dev.virtualearth.net/mapcontrol/mapcontrol.ashx?v=6.1'></
script>
    <script src='http://maps.google.com/maps?
file=api&amp;v=2&amp;key=ABQIAAAA2dq2u1ixEB8y_wNejRk-2xQeYl3hhJeNKbzk
5ajMiDt0vQYE-BQ1zzTkc-fuBWeKU_aRhOoSed1KFw'></script>
    <script src="http://api.maps.yahoo.com/ajaxymap?v=3.0&appid=euzuro-
openlayers"></script>
Παρουσιάζω αρχικά το GUI και στη συνέχεια κάποιες επεξηγήσεις του κώδικα – 
λειτουργικότητας.
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4.5.1 Το GUI
Μετά την εισαγωγή των στοιχείων του ο χρήστης προωθείται στη κυρίως σελίδα
Εικόνα 38: Γενική εικόνα εφαρμογής
  4.5.1.1. Το menu
Στο menu,  παρουσιάζονται οι  δυνατές επιλογές του χρήστη, οργανωμένες στις 
παρακάτω  ενότητες.  Οι  εικόνες  είναι  ενδεικτικές,  καθώς  στη  πορεία  προστέθηκαν 
δυνατότητες (βοήθεια κ.λ.π.), εξυπηρετούν απόλυτα ωστόσο την εκάστοτε παρουσίαση.
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    4.5.1.1.1 Επιλογή θεματικής ενότητας (και WMS layers)
Ο  χρήστης  μπορεί  να  επιλέξει  εδώ  θεματική 
ενότητα και να προσθέσει WMS layers (βασικά και μη).
Πρέπει να επιλεγεί κάποιο layer υποχρεωτικά για 
να δημιουργηθεί ο χάρτης της θεματικής ενότητας.
Το  αποτέλεσμα  είναι  η  καταστροφή  του 
υπάρχοντος χάρτη και η δημιουργία ενός καινούργιου με 
τα χαρακτηριστικά της Θεματικής ενότητας. 
Στον καινούργιο χάρτη προστίθενται τα επιλεγμένα 
layers, με κλήση getMap προς τον geoserver.
Η  ονομασία  της  απεικόνισης  των  layers  που 
προκύπτουν  με  αυτόν  τον  τρόπο,  είναι  αυτή  του 
δένδρου. Δεν έχει επέκαση.
  Mία θεματική ενότητα καθορίζει το προβολικό σύστημα, το zoom και το κέντρο 
του χάρτη, μεταξύ άλλων. Τα περιεχόμενα της θεματικής ενότητας  είναι οργανωμένα 
σε φακέλους.  Οι  θεματικές  ενότητες  και  το περιεχόμενό τους  μπορεί  να διαφέρουν 
ανάμεσα στους χρήστες.
Επιλέγοντας  'Δημιουργία  χάρτη',  καταστρέφεται  ο  παλιός  χάρτης  και 
δημιουργείται  καινούργιος  με  τις  τιμές  της  επιλεγμένης  θεματικής  ενότητας.  Τα 
επιλεγμένα μη βασικά layers είναι untiled. Σε περίπτωση καμίας επιλογής εμφανίζεται 
μήνυμα για επανάληψη με επιλογή. Σε περίπτωση επιλογής θεμάτων από διαφορετικές 
θεματολογίες εκτελούνται οι επιλογές της πρώτης (με τη σειρά που απεικονίζονται) και 
αγνοούνται οι επόμενες. 
Επιλέγοντας 'Προσθήκη από το δέντρο',  δεν καταστρέφεται ο υπάρχων χάρτης 
αλλά συμπληρώνεται  με layers  από τις  επιλογές  του δένδρου.  Στη περίπτωση αυτή 
μπορούμε να επιλέξουμε tiled (κομματιασμένη) ή untiled απεικόνιση. Τα layers που 
προκύπτουν με αυτόν τον τρόπο,  εφόσον είναι  tiled έχουν στην ονομασία τους  την 
κατάληξη (επέκταση) ' *t ' . 
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Στην εικόνα έχουμε δύο θεματικές ενότητες (Δάσος και Tasmania). Ο χρήστης 
έχει επιλέξει το layer 'Καιρός' στο φάκελο 'Διαφάνειες Σημεία'.
    4.5.1.1.2 Εισαγωγή WFS layers
Εδώ ο χρήστης μπορεί να ζητήσει την απεικόνιση ενός 
vector layer. 
Αυτό τεχνολογικά σημαίνει ότι θα γίνει WFS αίτημα 
στον  GeoServer.  Ο  Geoserver  θα  επιστρέψει  ένα  GML 
αρχείο  με  τη  περιγραφή  των  στοιχείων  που  βρίσκονται 
μέσα στα όρια (BBox) της τρέχουσας απεικόνισης. 
Η Openlayers θα κάνει το rendering με οδηγίες για το 
style από τις επιλογές του χρήστη (βήμα '2. Παράμετροι').
Τα  layers  που  δημιουργούνται  με  αυτόν  τον  τρόπο 
προστίθενται  στον χάρτη και  αναφέρονται  στο εργαλείο 
switcher με την κατάληξη *f.
    4.5.1.1.3 Συνεχής ενημέρωση WFS
Με την αυτόματη  ενημέρωση,  ζητείται  η  ανανέωση 
ενός  layer  σε  τακτά  χρονικά  διαστήματα.  Η  αυτόματη 
ενημέρωση  αφορά  τα  vector  layers  του  χάρτη.  Για  να 
ζητηθεί  πρέπει  πρώτα  να  δημιουργηθεί  το  Layer,  από  το 
menu 'Εισαγωγή WFS layers'. Θα μπορούσε να υλοποιηθεί 
και για τα WMS layers, αλλά κρίθηκε συμφερότερη λύση 
από άποψη φόρτου επικοινωνίας.  Δεν  επιδέχονται  όλα τα 
vector  layers  αυτόματη  ενημέρωση,  γιατί  κάτι  τέτοιο  δεν 
είναι σκόπιμο. Μας ενδιαφέρει για παράδειγμα να ξέρουμε 
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αν άλλαξε η θέση ενός οχήματος ή αεροπλάνου όχι το δάσος. Τα layers με αυτή τη 
δυνατότητα  καταχωρούνται  στον  πίνακα layer_in_branch της  PostGIS με   τιμή  στο 
πεδίο  autoUpdate, true. Ο σχεδιασμός μπορεί να είναι διαφορετικός για κάθε χρήστη. 
Ο  χρήστης  μπορεί  να  καθορίσει  τον  ρυθμό  ανανέωσης  της  πληροφορίας 
καταχωρώντας το διάστημα ενημέρωσης και να την ενεργοποιήσει για το επιλεγμένο 
layer με 'Εφαρμογή on/off'. 
Η προσομοίωση αφορά το layer οχήματα. Η ιδέα είναι να ενημερώνεται η θέση 
των στοιχείων του αντίστοιχου πίνακα με τυχαίες τιμές. Σε πραγματικές συνθήκες αυτό 
θα γίνεται από κάποιο άλλο λογισμικό που θα ενημερώνει με τη πραγματική θέση των 
οχημάτων. Ενεργοποιείται από το κουμπί 'Προσομοίωση' και απενεργοποιείται με την 
απενεργοποίηση της συνεχούς ενημέρωσης ('Εφαρμογή on/off').
    4.5.1.1.4 Ερωτήματα
Εδώ  υποβάλλονται  ερωτήματα  στη   WMS  του 
GeoServer με τη συνδρομή του συντάκτη ερωτημάτων. Το 
ερώτημα αφορά ένα layer που επιλέγεται από τη λίστα των 
layers της θεματικής ενότητας. 
Με την  επιλογή  'Συντάκτης  on/off'  εμφανίζεται  (ή 
εξαφανίζεται)  ο  συντάκτης  πάνω  από  τον  χάρτη.  Εκεί 
συμληρώνεται και στη συνέχεια υποβάλεται το ερώτημα 
(μία CQL έκφραση) προς το WMS του Geoserver.
Η ονομασία με την οποία εμφανίζεται το layer - ερώτημα συμπληρώνεται με έναν 
μοναδικό αριθμό και την κατάληξη ' *q'. Π.χ. 'Δασοκάλυψη4 *q'
    4.5.1.1.5 Διαγραφή layers
Καθώς  δημιουργούνται  layers  (WMS,  WFS, 
ερωτήματα)  ο  switcher  γεμίζει  πράγμα  που  μπορεί  να 
είναι  ενοχλητικό.  Εκτός  αυτού  η  OpenLayers  έχει  ένα 
όριο απεικόνισης 75 layers. 
Για  αυτό  δόθηκε  η  δυνατότητα  διαγραφής  layers. 
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Προγραμματιστικά αυτό σημαίνει καταστροφή του αντίστοιχου αντικειμένου.
Στη λίστα εμφανίζονται όλα τα μη βασικά layers που περιέχονται στον χάρτη είτε 
είναι ενεργά είτε όχι.  Τα layers ενεργοποιούνται/απενεργοποιούνται από τον Switcer 
του χάρτη.
    4.5.1.1.6 Τροποποίηση layers (WFS-T)
Εδώ ζητείται  το  layer  για  τροποποίηση.  Είναι  WFS 
αίτημα,  πράγμα  που  σημαίνει  η  OpenLayers  παίρνει  τη 
γεωμετρία  κάθε  στοιχείου.  Η  λειτουργίες  εισαγωγής, 
διαγραφής,  τροποποίησης,  αποθήκευσης  γίνονται  από  τα 
εργαλεία  του  χάρτη  που  δημιουργούνται  για  το  σκοπό 
αυτό.  Στον switcher το layer  εμφανίζεται με το πρόθεμα 
'Τροποποίηση'.
Δεν είναι  δυνατή η τροποποίηση περισσοτέρων του ενός layers ταυτόχρονα. Αν 
γίνει  καινούργιο  αίτημα  τροποποίησης,  καταστρέφεται  το  παλιό  WFS  layer. 
Καταστρέφεται επίσης, αυτό και τα εργαλεία σχεδίασης, σε περίπτωση οποιασδήποτε 
άλλης επιλογής στο menu.
    4.5.1.1.7 Επιλογή vector με εικονίδια
Αίτημα στην WFS του Geoserver. Επιστρέφεται το 
ανάλογο GML αρχείο, για το επιλεγμένο layer. Εδώ για 
το rendering η OpenLayers χρησιμοποιεί σαν σύμβολο 
το γραφικό που περιέχεται  στο πεδίο  icon του πίνακα 
layers .  Στη  λίστα  επιλογής  εμφανίζονται  μόνο  τα 
θέματα που έχουν αυτή τη προυπόθεση. Ενοείται ότι έχει 
νόημα μόνο για γεωμετρίες Point.
Στην  εφαρμογή  για  τον  χρήστη  'uname1'  κάτι 
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τέτοιο συμβαίνει μόνο στο θέμα καιρός.
Επιπλέον προυπόθεση είναι στο datastore του layer να υπάρχουν τα πεδία angle, 
size και speed (σωστότερα θα μπορούσε να ονομάζεται label, προέκυψε όμως το όνομα 
εξαιτίας της υλοποίησης του Καιρού). 
Τα παραπάνω χρησιμοποιούνται για να εφαρμόσει η OpenLayers στο εικονίδιο 
περιστροφή, μέγεθος και label(ετικέτα) αντίστοιχα.
Το αποτέλεσμα της απεικόνισης του 'Καιρού με τον τρόπο 
αυτό, είναι τα layer της εικόνας, όπου το βέλος δείχνει τη 
κατεύθυνση του  ανέμου  και  το  μέγεθος  του βέλους  την 
έντασή του. Σε μεγαλύτερη κλίμακα εμφανίζονται και τα 
labels με την ταχύτητα του ανέμου
Στη θεματική ενότητα 'Δάσος' θα μπορούσε να υλοποιηθεί για παράδειγμα και για 
τα  οχήματα,  εναέρια  μέσα,  αφού  δηλωθεί  κάποιο  εικονίδιο  και  υλοποιηθεί  κάποιος 
τρόπος  ενημέρωσης  της  κατεύθυνσης  κίνησης  (αν  ενδιαφέρει).  Το  μέγεθος  του 
εικονίδιου δεν θα ενδιέφερε, οπότε θα έπρεπε να εφαρμόζεται στο size μία default τιμή.
Η  ονομασία  των  layers  που  δημιουργούνται  με  αυτόν  τον  τρόπο,  έχει  την 
επέκταση ' *m'.
Επιλέγοντας 'Ενημέρωση καιρού', δρομολογείται η ενημέρωση του datastore του 
θέματος 'Καιρός' από πηγές στο διαδίκτυο. 
Η συγκεκριμένη λειτουργία υλοποιείται μόνο για το θέμα αυτό και υπάρχει για 
λόγους  επίδειξης  της  εφαρμογής.  Σε  μία  κανονική  υλοποίηση  η  ενημέρωση  θα 
μπορούσε να γίνεται από ανεξάρτητο λογισμικό και πιό αξιόπιστες πηγές.
Επίσης  με  κάποια  χρονοκαθυστέριση  ζητείται  η  ενημέρωση  του  layer  για 
επανασχεδιασμό του.
113
    4.5.1.1.8 Επιλογή vector με clusters
Αίτημα στην WFS του Geoserver. Επιστρέφεται το 
ανάλογο GML αρχείο, για το επιλεγμένο layer, όπως σε 
όλες  τις  getFeature  κλήσεις.  Εδώ  για  το  rendering  η 
OpenLayers  χρησιμοποιεί  τη  στρατηγική  clusters.  Στη 
λίστα επιλογής εμφανίζονται μόνο τα θέματα που έχουν 
αυτή τη προυπόθεση (τιμή true στο πεδίο clusters του 
πίνακα layers). Ενοείται ότι έχει νόημα μόνο για γεωμετρίες Point.
Η  ονομασία  των  layers  που  δημιουργούνται  με  αυτόν  τον  τρόπο,  έχει  την 
επέκταση ' *c'.
Αποτέλεσμα της απεικόνισης με clusters, είναι η 
ομαδοποίηση των στοιχείων που αλληλοκαλύπτονται 
(απόσταση  μικρότερη  των  10  px)  στη 
χρησιμοποιούμενη κλίμακα και η απεικόνισή τους με 
μεγαλύτερους  κύκλους  (ανάλογα  με  το  πλήθος  των 
στοιχείων στην ομάδα - cluster).
    4.5.1.1.9 Επιλογή vector με κατηγορίες
Μία  ακόμα  δυνατότητα  χρήσης  στυλ  στα  vector  layers,  με  διαχωρισμό  των 
στοιχείων του layer.
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 Εδώ για το rendering η OpenLayers χρησιμοποιεί 
διαφορετικές  παραμέτρους  για  κάθε  στοιχείο, 
ανάλογα  με  την  τιμή  του  πεδίου  category  του 
αντίστοιχου datastore. 
Στη λίστα επιλογής εμφανίζονται μόνο τα θέματα 
που έχουν αυτή τη προυπόθεση (τιμή true στο πεδίο 
categories του πίνακα layer_in_branch). 
Μπορούν  να  χρησιμοποιηθούν  μέχρι  6 
κατηγορίες,  για τις  τιμές από 0 έως 5 του category. 
Εδώ ρυθμίζονται παράμετροι κάθε κατηγορίας.
Δεν έχουν όλες οι παράμετροι νόημα σε όλες τις 
γεωμετρίες. Για παράδειγμα το σχήμα δεν μπορεί να 
επιρεάσει  την  εμφάνιση  μίας  γραμμής  ή  ενός 
πολυγώνου.
Επιλέγοντας  layer  και  κάνοντας  κλικ  στη 
'Δημιουργία',  αποστέλεται  αίτημα  στην  WFS  του 
Geoserver. Επιστρέφεται το ανάλογο GML αρχείο, για 
το  επιλεγμένο  layer,  όπως  σε  όλες  τις  getFeature 
κλήσεις.  Ο  σχεδιασμός  κάθε  στοιχείου  θα  γίνει  με 
βάση την κατηγορία του. 
Η  ονομασία  των  layers 
που  δημιουργούνται  με  αυτόν 
τον τρόπο, έχει την επέκταση ' 
*a'. 
Αποτέλεσμα  της 
απεικόνισης  είναι  για 
παράδειγμα  στην 
'Δασοκάλυψη', η εμφάνιση των 
δασών  με  διαφορετικό  χρώμα 
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ανάλογα με την κατηγορία τους (πευκοδάσος, κ.λ.π.) όπως στην εικόνα (όχι και τόσο 
ρεαλιστικό για δασοκάλυψη).
    4.5.1.1.10 Ενημέρωση vector layers 
Εδώ μπορούμε να  επιλέξουμε και  να  ζητήσουμε  την  ενημέρωση ενός  από τα 
δημιουργηθέντα  WFS layers.  Η ενημέρωση δεν  είναι  επαναλαμβανόμενη όπως  στη 
συνεχή ενημέρωση.
   4.5.1.1.11 Εφαρμογή OGC φίλτρων στα vectors
Κατά τη δημιουργία των vectors μπορούμε να συμπεριλάβουμε φίλτρο. Η επιλογή 
γίνεται  από  το  checkbox  κάτω  από  τις  λίστες 
επιλογής.  Επιλέγοντας  'Χρήση φίλτρου'  γίνεται  ajax 
αίτημα  στο  reqFilter.php,  το  οποίο  ζητά  τα 
μεταδεδομένα  του  επιλεγμένου  layer/πίνακα  και 
επιστρέφει  έναν  οδηγό  σύνταξης  του 
ερωτήματος  για  τη  δημιουργία  του 
φίλτρου,  με  τα  πεδία  του  πίνακα  και 
τους τελεστές σύγκρισης. 
Ο  οδηγός  φίλτρου  εμφανίζεται  στη 
περιοχή  βοηθητικών  λειτουργιών.  Το 
φίλτρο  μπορεί  να  είναι  ένα  φίλτρο 
σύγκρισης, ή ένα λογικό φίλτρο που θα 
συνδιάζει δύο φίλτρα σύγκρισης.
Εφόσον  το  αίτημα  του  layer  γίνει  με 
επιλεγμάνο το checkbox, θα υπολογισθεί 
το  ερώτημα  και  θασυμπεριληφθεί  στο 
αίτημα layer. Στην ονομασία των vector 
layers  που  προκύπτουν  με  εφαρμογή 
φίλτρου  εμπεριέχεται  μία 
συντομογραφία του φίλτρου.
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    4.5.1.1.12 Επιλογή 'Διάφορα'
Εδώ δημιουργήθηκαν κάποιες δυνατότητες για την οργάνωση της εργασίας κατά 
την ανάπτυξη.  Αφέθηκε στην τελική εφαρμογή,  γιατί  είναι  πάντα χρήσιμος κάποιος 
scheduler και κάποιο ιστορικό – καταγραφή γεγονότων. Μελλοντικά και ανάλογα με 
την χρησιμότητα, θα μπορούσε να μετατραπεί, προβάλλοντας μόνο τις εγγραφές για τον 
συγκεκριμένο χρήστη.
  4.5.1.2 Ο χάρτης
Εικόνα 40: Ο χάρτης και τα χειριστήρια στο UI
    4.5.1.3 Ο συντάκτης ερωτημάτων
Υποστηρίζονται  CQL  ερωτήματα.  Η  σύνταξη  του  ερωτήματος  γίνεται  στον 
συντάκτη και υποβάλεται. Η απάντηση του Geoserver είναι μία εικόνα, την οποία η 
OpenLayers απεικονίζει στον χάρτη. Τα layers που δημιουργούνται με τον τρόπο αυτό 
εμφανίζονται στον switcher με την κατάληξη *q.
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Εικόνα 41: Ο συντάκτης CQL ερωτημάτων στο UI
4.5.2 Η λειτουργικότητα, λεπτομέρειες κώδικα
Μετά την εισαγωγή των στοιχείων του ο χρήστης προωθείται στη κυρίως σελίδα. 
Αυτή κατασκευάζεται από το αρχείο gcf20.php. Παρουσιάζω εδώ περιγραφικά κάποια 
τμήματα του κώδικα.  Ο κώδικας  δεν είναι  πλήρης και  σε μερικές  περιπτώσεις  έχει 
επεκταθεί  για  την  υποστήριξη  επιπλέον  λειτουργικότητας.  Είναι  ωστόσο 
επεξηγηματικός  της λειτουργίας που περιγράφει  κάθε φορά. Ο πλήρης κώδικας στο 
Παράρτημα.
  4.5.2.1 Αρχικοποίηση
Με το φόρτωμα του html κώδικα καλείται η javscript συνάρτηση init() για την 
αρχικοποίηση της εφαρμογής. Σε αυτήν
Δημιουργείται το δέντρο για τον συγκεκριμένο χρήστη 
Δημιουργείται ο default χάρτης με τα εργαλεία του.
    4.5.2.1.1 Δημιουργία δένδρου
//Δημιουργία δένδρου και παράμετροι 
myTree = new Bs_Tree(); //Ένα όνομα για το δένδρο – συνάρτηση BShoes
myTree.useCheckboxSystem      = true; //BShoes
myTree.checkboxSystemWalkTree = 3; //αριθμός καταστάσεων check boxes– συνάρτηση  
BShoes
myTree.initByArray(a); //η ονομασία της array μεταβλητής
myTree.drawInto('treeDiv1'); // id στοιχείου όπου θα σχεδιαστεί το δέντρο
Τα παραπάνω είναι κώδικας της BlueShoes. Ο σχεδιασμός του δένδρου γίνεται 
από τα στοιχεία της  array μεταβλητής  a[]  .  Τα στοιχεία  του  a εξαρτώνται  από τον 
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χρήστη και δημιουργούνται στον server από τον php κώδικα. Η δομή του, επιβάλεται 
από το component της BlueShoes που χρησιμοποιώ και είναι:
a['.$i.'], για τα στοιχεία του πρώτου επιπέδου
a['.$i.'][\'children\']['.$j.'], για τα στοιχεία του δευτέρου επιπέδου (παιδιά του 1ου)
a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'], για τα παιδια του 2ου επιπέδου.
Στην εφαρμογή δημιουργούνται από τον php κώδικα με βάση τις καταχωρήσεις 
στη βάση δεδομένων ως εξής:
echo '<script type="text/javascript">
var a = new Array; //array για τα στοιχεία του δένδρου
var myA= new Array; //array για τα layers του δένδρου
';
$kind=1;/*μετρητής*/
$sql="select  *  from  theme  where  uname='".$userID."'";//  επιλέγουμε  τα  θέματα  του  
χρήστη
$result= my_query($sql);
for($i=0;$i<pg_num_rows($result);$i++){
$arr = pg_fetch_array($result, $i, PGSQL_NUM);
echo '
a['.$i.'] = new Array; //γιά κάθε στοιχείο δένδρου(θεματική ενότητα) νέο array 
όπου 
a['.$i.'][\'caption\']          = "'.$arr[1].'"; //δίνουμε ονομασία
a['.$i.'][\'target\']           = "_blank";
a['.$i.'][\'isOpen\']           = true; //είναι ανοιχτό - φαίνονται οι κλάδοι
a['.$i.'][\'isChecked\']        = 0; // δεν είναι επιλεγμένο
myA['.$kind.'] = new Array; //Δημιουργώ καινούργιο array για τις παραμέτρους του 
θέματος
myA['.$kind.'][\'epsg\'] = "'.$arr[5].'"; //epsg κωδικός
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myA['.$kind.'][\'depsg\'] = "'.$arr[8].'"; //display epsg
myA['.$kind.'][\'zoomlev\'] = "'.$arr[6].'"; //επίπεδα zoom
myA['.$kind.'][\'zoomval\'] = "'.$arr[7].'"; //αρχικό επίπεδο zoom
myA['.$kind.'][\'cLon\'] = "'.$arr[9].'"; //αρχικό longditude θέματος
myA['.$kind.'][\'cLan\'] = "'.$arr[10].'"; //αρχικό lantidtude θέματος
myA['.$kind.'][\'geometryType\'] = null;
myA['.$kind.'][\'theme\'] ="'.$arr[1].'"; //ονομασία
myA['.$kind.'][\'displayname\'] = null;
';
$kind++;
$sql3="select  *  from branch where  thname='".$arr[1]."'  and  uname='uname1'  and 
parent is null";
$result3= my_query($sql3);
$arr3 = pg_fetch_array($result3, 0, PGSQL_NUM);
$father=$arr3[0]; //ονομασία θεματικής ενότητας
//Για  κάθε  θεματική  ενότητα  Δημιουργία  ερωτήματος  για  κλάδους  παιδιά  -  αρχεία  
θέματος
$sql2="select * from branch where thname=' ".$arr[1]." ' and uname='uname1' and  
parent = ' ".$father." ' ";
$result2= my_query($sql2);
if (pg_num_rows($result2)>0){
echo 'a['.$i.'][\'children\']         = new Array';
for($j=0;$j<pg_num_rows($result2);$j++){
$arr2 = pg_fetch_array($result2, $j, PGSQL_NUM);
//Δημιουργία στοιχείων δένδρου 2ου επιπέδου - φάκελοι
echo '
a['.$i.'][\'children\']['.$j.'] = new Array;
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a['.$i.'][\'children\']['.$j.'][\'caption\']          = "'.$arr2[1].'"; //ονομασία
a['.$i.'][\'children\']['.$j.'][\'target\']           = "_blank";
a['.$i.'][\'children\']['.$j.'][\'isOpen\']           = false;
//κλειστό
a['.$i.'][\'children\']['.$j.'][\'isChecked\']        = 0;
myA['.$kind.'] = new Array; //εξακολουθούμε να ενημερώνουμε τα στοιχεία  
του myA
myA['.$kind.'][\'theme\'] ="'.$arr[1].'";
myA['.$kind.'][\'geometryType\'] = null;
myA['.$kind.'][\'displayname\'] = null;
';
$kind++;
$mother=$arr2[0];
//Δημιουργία νέων παιδιών - layers
$sql4="select  *  from  branch  where  thname='".$arr[1]."'  and 
uname='uname1' and parent = '".$mother."'";
$result4= my_query($sql4);
if (pg_num_rows($result4)>0){
echo  'a['.$i.'][\'children\']['.$j.'][\'children\']          =  new 
Array';
for($k=0;$k<pg_num_rows($result4);$k++){
$arr4 = pg_fetch_array($result4, $k, PGSQL_NUM);
//Δημιουργία στοιχείων 3ου επιπέδου - layers
echo '
a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'] = new Array;
a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'][\'caption\'] = "'.$arr4[1].'";
a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'][\'target\'] = "_blank";
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a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'][\'isOpen\'] = false;
a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'][\'isChecked\'] = 0;
myA['.$kind.'] = new Array;
myA['.$kind.'][\'layername\'] = "'.$arr4[6].'";
myA['.$kind.'][\'baselayer\'] = "'.$arr4[5].'";
myA['.$kind.'][\'layerns\'] = "'.$arr4[7].'";
myA['.$kind.'][\'displayname\'] = "'.$arr4[1].'";
myA['.$kind.'][\'geometryType\'] = "'.$arr4[8].'";
myA['.$kind.'][\'theme\'] = "'.$arr4[2].'";
myA['.$kind.'][\'autoUpdate\'] = "'.$arr4[9].'";
';
$kind++;
}
}
}
}
}
echo '</script>';
Στον  παραπάνω  κώδικα  δημιουργούμε  και  το  array  myA[] στα  στοιχεία  του 
οποίου αποθηκεύουμε πληροφορίες για τα layers, όπως τον τύπο γεωμετρίας του κ.λ.π. 
Αυτό θα χρησιμοποιηθεί αργότερα στον κώδικα. 
Παράδειγμα  εξόδου  του  παραπάνω  κώδικα,  για  τον  χρήστη  uname1,  στο 
παράρτημα 4.2
    4.5.2.1.2 Δημιουργία χάρτη
Δημιουργείται  ο  default  χάρτης  της  γης  και  κάποια εργαλεία.  Ακόμα δεν έχει 
επιλεγεί θεματική ενότητα οπότε ο σχεδιασμός είναι minimal.
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var options = {
controls: [],
                projection: new OpenLayers.Projection("EPSG:900913"),
                displayProjection: new OpenLayers.Projection("EPSG:900913")
            }; 
            map = new OpenLayers.Map('map', options);// Δημιουργία αντικειμένου χάρτη
            var osmarender = new OpenLayers.Layer.OSM(
                "OpenStreetMap (Tiles@Home)",
                "http://tah.openstreetmap.org/Tiles/tile/${z}/${x}/${y}.png"
            );
            map.addLayers([osmarender]);//Προθήκη βασικού layer, OpenStreet API
                // Δημιουργία controls   
panZoomBar=   new  OpenLayers.Control.PanZoomBar({position:  new 
OpenLayers.Pixel(2, 15)}); 
navigation=new OpenLayers.Control.Navigation();
scaleC=new OpenLayers.Control.Scale($('scale'));
mousePosition=new OpenLayers.Control.MousePosition({element: $('location')});
permalink=new OpenLayers.Control.Permalink();  
//    Προσθήκη  controls στον χάρτη
            map.addControl(panZoomBar);
            map.addControl(navigation); 
            map.addControl(scaleC);
            map.addControl(mousePosition);
map.addControl(permalink);
//Επιλογή  κεντρικού  σημείου  και  επιπέδου  zoom.  Μεσολαβεί  μετατροπή  από  
μοίρες(EPSG4326)
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//  του σημείου (0,0)  σε EPSG 900913 που χρησιμοποιείται  από τον OpenStreet  χάρτη.
  
var proj = new OpenLayers.Projection("EPSG:4326");
  var point = new OpenLayers.LonLat(0, 0);
  map.setCenter(point.transform(proj, map.getProjectionObject()),1);
  4.5.2.2 Η επιλογή θεματικής ενότητας – Δημιουργία χάρτη
Με  την  επιλογή  Δημιουργία  Χάρτη,  δρομολογείται  η  επιλογή  της  θεματικής 
ενότητας, και η κατασκευή χάρτη με τα επιλεγμένα βασικά ή μη layers.  Καλείται η 
συνάρτηση createWMS().
    4.5.2.2.1 function createWMS(myAddLayer)
Εκεί αρχικά διατρέχονται τα στοιχεία του δένδρου για να διαπιστωθεί αν υπάρχει 
επιλογή. Αν δεν υπάρχει , εμφανίζεται μήνυμα και τερματίζει. Τα checkbox στοιχεία του 
δένδρου έχουν id “bsTreeChk_Bs_Tree_0_” + αύξοντα αριθμό (ξεκινώντας από 1).
var sumval=0;
var ival=1;
dfg='bsTreeChk_Bs_Tree_0_'+ ival; //το πρώτο στοιχείο του δένδρου bsTreeChk_Bs_Tree_0_1
try {
while (document.getElementById(dfg).value!=null){/ /όσο υπάρχουν στοιχεία
adas=document.getElementById(dfg).value; //τιμή στοιχείου
if(adas>0) sumval++; //άν είναι τσεκαρισμένο (όχι μη τσεκαρισμένο)
ival++;
dfg='bsTreeChk_Bs_Tree_0_'+ ival; //επόμενο στοιχείο
}
} catch (error) {//Χρειάζεται γιατί μετά το τελευταίο στοιχείο του δένδρου δημιουργείται exception
}
if(sumval==0){ // Δεν υπάρχει επιλογή
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alert('Επιλέξτε κάτι'); 
return;
}
Στη συνέχεια ψάχνει τη θεματική ενότητα. Το πρώτο στοιχείο  checkbox που θα 
συναντήσει με τιμή > 0 θα αναφέρεται σε θεματική ενότητα (ρίζα δένδρου). Με το που 
θα το βρεί θα κληθεί η newmap(ival) όπου θα καταστραφεί ο παλιός χάρτης και θα 
δημιουργηθεί καινούργιος χάρτης, η μεταβλητή  foundSome  θα πάρει τιμή true για να 
μην  επαναληφθεί  η  διαδικασία  καταστροφής-δημιουργίας  χάρτη.  Στα  επόμενα 
τσεκαρισμένα στοιχεία θα κληθεί η newLayer(ival) που δημιουργεί και προσθέτει layers 
στο χάρτη.
//Διατρέχει τα στοιχεία του δένδρου για να δημιουργήσει το χάρτη
var ival=1;
var sumval=0;
var foundsome=false; //αρχικά δεν έχει βρεθεί τίποτα
dfg='bsTreeChk_Bs_Tree_0_1' //το πρώτο στοιχείο του δένδρου 
try {
while (document.getElementById(dfg).value!=null){
  adas=document.getElementById(dfg).value;
   if (adas!=0){ //τσεκαρισμένο στοιχείο 
       if (!foundsome && !myAddLayer){ //το  πρώτο  που  βρίσκεται,  δημιουργία  χάρτη  -  
 //προφανώς όχι φύλλο αλλά ρίζα του δένδρου
 nuBaseLayers=0 //μετρητής βασικών layers
 newmap(ival); //δημιουργία χάρτη με το id του στοιχείου δένδρου
 foundsome=true; //επιτρέπει μόνο μια φορά την εκτέλεση της newmap(ival)
      }
     else {
 ewLayer(ival); //έχει δημιουργηθεί χάρτης πάμε για layers
     }
    sumval++;
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  }
     ival++;
  dfg='bsTreeChk_Bs_Tree_0_'+ ival;
  }
 } catch (error) {
 } 
H συνάρτηση ολοκληρώνεται με τη δημιουργία των controls και την εφαρμογή 
εστίασης και επιπέδου zoom στον χάρτη.
    4.5.2.2.2 function newmap(arindex)
Η συνάρτηση  newmap(arindex),  καλείται με τον δείκτη του αντίστοιχου myA[] 
στοιχείου.  Έτσι  διαβάζει  τις  παραμέτρους  της  θεματικής  ενότητας  τις  οποίες 
χρησιμοποιεί στη δημιουργία του πίνακα. Π.χ.
themeName=myA[arindex]['theme'];
zoomLevelsGlobal=myA[arindex]['zoomlev'];
thLon=myA[arindex]['cLon'];
thLan=myA[arindex]['cLan'];
myZoom=myA[arindex]['zoomval'];
Επιπλέον  αρχικοποιεί  μετρητές  και  τις  λίστες  της  εφαρμογής,  οι  οποίες  θα 
συμπληρωθούν από τα καινούργια layers. π.χ.
document.getElementById('selDelLayers').options.length = 0;
    4.5.2.2.3 function newLayer(arindex)
Η  κλήση  newLayer(ival) γίνεται  για  κάθε  επιλεγμένο  checkbox  (εκτός  του 
πρώτου).
Εδώ  ελέγχεται  αν  το  θέμα  του  layer  ανήκει  στη  θεματική  ενότητα.  Αν  όχι 
επιστρέφει.  Στη  συνέχεια  ελέγχεται  αν  πρόκειται  για  κάποιο  από  τα  layers  που 
λαμβάνονται μέσω APIs (Google,Yahoo, VirtualEarth, OpenMaps), τα σχεδιάζει και τα 
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προσαρτά στον χάρτη.
Το τελευταίο μέρος της newLayer(ival) , ελέγχει αν πρόκειται για layer (overlay) 
του  Geoserver.  Παίρνει  τις  παραμέτρους  του  από  το  myA[],  το  σχεδιάζει  και  το 
προσθέτει στον χάρτη.
if(myA[arindex]['layername']!=null && myA[arindex]['layername']!=''){
document.getElementById('selClickMode').disabled=false;
document.getElementById('selDelLayers').disabled=false;
myLayers[layerIndx] = new OpenLayers.Layer.WMS(
            displayName:myA[arindex]['displayname']+extension, 
"http://geoproject.dyndns.org:8080/geoserver/wms",
                    { displayName:myA[arindex]['displayname']+extension,
                        layers: "topp:"+myA[arindex]['layername'],
transparent: "true",
                        styles: '',
                        srs:  'EPSG:4326',
                        format : 'image/png',
                        tiled: tiled,
opacity: 0.3
                    },
                    {buffer: 0,singleTile: true, ratio: 1, 
                     visibility: true,mapHandle:'common',
                    'isBaseLayer': false,'wrapDateLine': true} 
  );
myLayers[layerIndx]['type']=myA[arindex]['geometryType'];
prox=myLayers[0];
if (layerIndx==0){
layerlist = myA[arindex]['layername'];
}
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map.addLayers([myLayers[layerIndx]]);
setNewSelectOption(layerIndx, myA[arindex]['displayname'],myA[arindex]['layername']);
layerIndx++;
}
  4.5.2.3 Η προσθήκη raster layers από το δένδρο
Στη περίπτωση αυτή καλείται πάλι η createWMS(myAddLayer) με τη τιμή true 
για  την   myAddLayer.  Δενε  καταστρέφεται  ο  χάρτης,  απλά  δημιουργούνται  και 
προστίθενται τα καινούργια layers.
Η επιλογή tiled καθορίζει αν τα layers θα είναι tiled ή untiled.
tiled=false;
extensionT='';
if(myAddLayer && document.getElementById('chTiled').checked){
tiled=true;
extensionT=' *t';
}
Η ονομασία των tiled layers έχει την επέκταση ' *t'.
  4.5.2.4 Δημιουργία - εισαγωγή WFS layers (vector layers)
Εδώ μπορούμε να ζητήσουμε από τη WFS του Geoserver τα στοιχεία ενός layer. 
H  απεικόνιση  γίνεται  από  την  OpenLayers  με  βάση  τις  παραμέτρους  στυλ  που 
καθορίζουμε  στο  GUI.  Η  στρατηγική  που  χρησιμοποιείται  είναι  η  BBOX.  Αυτό 
σημαίνει ότι  η OpenLayers θα υπολογίσει το Bounting Box της απεικόνισης και θα 
δημιουργήσει αίτημα GetFeatureBBox. O Geoserver θα απαντήσει με τα στοιχεία που 
αφορούν  την  απεικόνιση.  Το  όνομα  του  layer  για  το  GUI  συμπληρώνεται  με  την 
επέκταση ' *f'.
// Το όνομα και παράμετροι του επιλεγμένου layer
var selectValF=document.getElementById('selWFS').value;
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var layerNameF=myA[parseInt(selectValF)]['layername'];
var geoTypeF=myA[parseInt(selectValF)]['geometryType'];
var displNameF=myA[parseInt(selectValF)]['displayname'];
var isAutoUpdate=myA[parseInt(selectValF)]['autoUpdate'];
var makeDisplayNameF=displNameF+' *f';
// Διάβασμα παραμέτρων στυλ
var shape=document.getElementById('sfShape').value;
var radious=document.getElementById('sfRadious').value;
var strokeW=document.getElementById('sfStrokeW').value;
var strokeC=document.getElementById('sfStrokeC').value;
var fillC=document.getElementById('sfFillC').value;
var strokeO=document.getElementById('sfStrokeO').value;
var fillO=document.getElementById('sfFillO').value;
//Δημιουργία αντικειμένου StyleMap από τις παραμέτρους του χρήστη
var styles = new OpenLayers.StyleMap({ //Δημιουργία Style Map
          "default": new OpenLayers.Style(null, { // η default κατάσταση
     rules: [
      new OpenLayers.Rule({ //  Δημιουργία 
κανόνα
                                  symbolizer: { // με symbolizer
                                "Point": {
                                    pointRadius: parseInt(radious),
                                    graphicName: shape,
                                    fillColor: fillC,
                                    fillOpacity: parseFloat(fillO),
                                    strokeWidth: parseInt(strokeW),
                                    strokeOpacity: parseFloat(strokeO),
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                                    strokeColor: strokeC
                                },
                                "Line": {
                                     strokeWidth: parseInt(strokeW),
                                    strokeOpacity: parseFloat(strokeO),
                                    strokeColor: strokeC
                                },
                                "Polygon": {
                                    fillColor: fillC,
                                    fillOpacity: parseFloat(fillO),
                                    strokeWidth: parseInt(strokeW),
                                    strokeOpacity: parseFloat(strokeO),
                                    strokeColor: strokeC
                                }
                             }
                        })
                   ]
                })
            });
//Δημιουργία Vector layer (WFS αίτημα)
myLayers[layerIndx] = new OpenLayers.Layer.Vector(makeDisplayNameF, {
        strategies: [new OpenLayers.Strategy.BBOX()], //στρατιγική  BBOX
styleMap: styles,
mapHandle:'common', //διαχωρίζει τα overlays από τα API maps
    protocol: new OpenLayers.Protocol.WFS({
                  url:  "http://geoproject.dyndns.org:8080/geoserver/wfs",  //ο χωρικός server
                  featureNS: 'http://www.openplans.org/topp',   //namespace
                  featureType: layerNameF,   //ονομασία layer στον Geoserver
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    geometryName: "the_geom", //κοινή ονομασία σε όλα τα layers
                  srsName: "EPSG:900913",  //EPSG απεικόνισης
                  version: "1.1.0"
          })
    });
  4.5.2.5 Η δημιουργία vector με εικονίδια
Εδώ  γίνεται  ένα  WFS  αίτημα  στον  Geoserver  (GetFeature),  όπως  στο 
προηγούμενο. H διαφορά είναι στον καθορισμό στυλ. Η λειτουργία υλοποιείται με την 
reqMarker().
function reqMarker(){
......
var styleMap = new OpenLayers.StyleMap({
          "default": {
          externalGraphic: iconPath, //η  μεταβλητή  iconPath  περιέχει  τη 
διεύθυνση της εικόνας
               graphicWidth: "${getSize}",
             graphicHeight: "${getSize}",
               graphicOpacity: 0.6,
               rotation: "${getAngle}",
                label : "${getName}",
labelOffsetX:20, //bug θα δουλεύει στη έκδοση 2.9
                fontColor: "black",
                fontWeight: "bold"
          }
      });
    styleMap.styles["default"].context={getName: labelFunction, getAngle:angleFunction, 
getSize:sizeFunction }; //αναθέτει την optional ιδιότητα context στο default στυλ
        ........ .......
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function labelFunction(feature){
      if (map.getZoom()>7){ //όταν το zoom level > 7
        if (feature.attributes.speed != undefined){ //αν υπάρχει
          return feature.attributes.speed;         // επέστρεψε τη τιμή του πεδίου speed
        }else{
          return '';
        }      
      }else{return '';
  }
    } 
 function angleFunction(feature){
      if (map.getZoom()>5){ //όταν το zoom level > 5
        if (feature.attributes.angle != undefined){
          return feature.attributes.angle;         // επέστρεψε τη τιμή του πεδίου angle
        }else{
          return 0;
        }
      }else{
return 0;
  }
    } 
function sizeFunction(feature){
      if (map.getZoom()>5){
        if (feature.attributes.size != undefined){
          return feature.attributes.size;         // επέστρεψε τη τιμή του πεδίου size 
        }else{
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          return 0;
        }
  }else{
return 0;
  }
    } 
.......
}
Το καινούργιο εδώ είναι καταρχήν η ιδιότητα  contex του  style. Η  context είναι 
αντικείμενο, προαιρετικό, με ιδιότητες τιμές που πρέπει να ανατεθούν σε ιδιότητες του 
symbolizer.  Αν  δεν  δηλωθεί  context,  θα  ανατεθούν  τιμές  από  το  αντίστοιχο 
feature.attributes πεδίο.  Η  context  εδώ  ανατίθεται  στο  style  με 
styleMap.styles["default"].context, έχει ιδιότητες (properties)  getName,  getAngle,  και 
getSize, με  τιμές  τις  εσωτερικές  συναρτήσεις   labelFunction,   angleFunction    και 
sizeFunction αντίστοιχα, όλες με όρισμα το εκάστοτε στοιχείο (feature).
Αποτέλεσμα του παραπάνω κώδικα είναι  να αναζητείται  η τιμή των  getName, 
getAngle,   και  getSize, στις  συναρτήσεις   labelFunction,   angleFunction    και 
sizeFunction, οι οποίες με τη σειρά τους αναζητούν τις τιμές στα πεδία  speed,  angle 
και size κάθε στοιχείου.
Οι τιμές των ιδιοτήτων του symbolizer που θέλουμε να υπολογισθούν από τα 
πεδία  του  πίνακα,  ζητούνται  με  τη  συνάρτηση  $.  Αυτή  είναι  μία  εξαιρετικά  λιτή, 
πρωτότυπη  συνάρτηση  (prototype  function)   που  κάνει  καταρχήν  ότι  η 
document.getElementById('anId'),  για  ένα  ή  περισσότερα ids.  Συχνά  τροποποιείται 
(overriden) από τους developers βιβλιοθηκών για να επεκτείνουν τη λειτουργικότητά 
της και σε class, tagName κλπ. Στην OpenLayers για παράδειγμα, κάνει μία σειρά από 
αναζητήσεις με μία ιεραρχική σειρά. Αυτό σημαίνει στη περίπτωσή μας ότι, αν δεν είχε 
δηλωθεί  context  θα  αναζητούσε  τα  πεδία  του  πίνακα  (στη  περίπτωσή  μας  θα 
αναζητούσε τα πεδία  getName,  getAngle,  και getSize). Η τεχνική αυτή είναι και πηγή 
προβλημάτων κατά τον [4].
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  4.5.2.6 Η δημιουργία vector με clusters
Η ομαδοποίηση των στοιχείων σε clusters γίνεται πάλι με τη κατάλληλη χρήση 
του στυλ. Για τη δημιουργία του layer καλείται η reqCluster. Στο στυλ χρησιμοποιείται 
και εδώ η ιδιότητα  context  για τις τιμές των  pointRadius  και  strokeWidth.  Για την 
strokeWidth επιστρέφει  2  εφόσον  υπάρχει  cluster,  αλλοιώς  1.  Για  την  pointRadius 
επιστρέφει  3  αν  δεν  υπάρχει  cluster  και Math.min(feature.attributes.count,  7)  +  3 
(επιστρέφει 3 + 1 pixel/στοιχείο με μέγιστο 7 στοιχεία)  σε περίπτωση cluster. Η εντολή 
για  το  rendering  των  clusters  δίνεται  στο  layer  με  την  ανάθεση  της  στρατηγικής 
OpenLayers.Strategy.Cluster. 
Οι  distance και  threshold είναι  ιδιότητες  της  cluster  στρατηγικής.  H distance 
καθορίζει την απόσταση σε pixels των σημείων που θα ομαδοποιηθούν και η threshold 
το όριο - πλήθος σημείων για να θεωρηθούν ομάδα. 
function reqCluster(){
......... .........
var styles = new OpenLayers.Style({
                    pointRadius: "${radius}",
                    strokeWidth: "${width}",
                    .....
                }, {
                    context: {
                        width: function(feature) {
                            return (feature.cluster) ? 2 : 1;
                        },
                        radius: function(feature) {
                            var pix = 3;
                            if(feature.cluster) {
                                pix = Math.min(feature.attributes.count, 7) + 2;
                            }
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                            return pix;
                        }
                    }
                });
strategyC= new OpenLayers.Strategy.Cluster();
strategyC.distance = 10;
strategyC.threshold = 2; 
myLayers[layerIndx] = new OpenLayers.Layer.Vector(makeDisplayNameC, {
        strategies: [new OpenLayers.Strategy.BBOX(), strategyC], 
styleMap: styles,
    ........
    });
....
}   
  4.5.2.7 Η δημιουργία vector με κατηγορίες
Ζειτείται με την  reqCategories(). Εδώ στο στυλ ζητάμε διαφορετικό σχεδιασμό 
για κάθε στοιχείο ανάλογα με την τιμή του πεδίου  category. Ο χρήστης καθορίζει το 
χρώμα κάθε κατηγορίας. Η context εκτελεί μια switch – case για την επιστροφή του 
fillColor του στοιχείου 
function reqCategories(){
........
shapeCat[catIndex]= document.getElementById('selCatShapeL').value;
strOpacCat[catIndex]= document.getElementById('sfStrokeOCat').value;
opacityCat[catIndex]= document.getElementById('sfFillOCat').value;
cat0Color[catIndex]= document.getElementById('cat0').value;
........ κλπ
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styleCat[layerIndx] = new OpenLayers.Style({                   
                    fillColor: "${fColor}",
                    strokeColor: "${fColor}",
                    .......
                }, {
                    context: {  fColor: function(feature) {
switch(feature.attributes.category){
case '0':
                            return cat0Color[catIndex];
break;
....... κλπ
}
                        }       });
myLayers[layerIndx] = new OpenLayers.Layer.Vector(makeDisplayNameC, {
        strategies: [new OpenLayers.Strategy.BBOX()], 
styleMap: styleCat[layerIndx],
.........
    }); .........
}
  4.5.2.8 Δημιουργία layers ερωτημάτων
Τα ερωτήματα συντάσονται στον συντάκτη ερωτημάτων. Χρειάζεται η επιλογή 
του layer που ερωτάται από την αντίστοιχη λίστα. Για την υποβολή του ερωτήματος 
εκτελείται η 
function newQeryLayer(){
var selection=document.getElementById('selQueryLayer').value; //myA index
var cql_string=document.getElementById('filter').value;   //query string
var  makeDisplayNameQ=myA[selection]['displayname']+layerIndx+'  *q';//όνομα 
απεικόνισης
136
var qName=myA[selection]['layername'];//όνομα layer geoserver
var qlayers='topp:'+qName; //με namespace
//δημιουργία αντιμένου Layer.WMS
myLayers[layerIndx] = new OpenLayers.Layer.WMS(
       makeDisplayNameQ, 
"http://geoproject.dyndns.org:8080/geoserver/wms",
  {                        
                        layers: qlayers,
transparent: "true",
                        styles: '',
cql_filter:cql_string,
                        format : 'image/png'
                    },
                    { singleTile: true,  
                     visibility: true, 
                    'isBaseLayer': false} 
                );
map.addLayers([myLayers[layerIndx]]); //προσθήκη στο χάρτη
updateDeleteList();
layerIndx++; //αυξάνουμε δείκτη για το επόμενο myLayers
}
  4.5.2.9 Ενημέρωση λιστών
Οι  διάφορες  λίστες  επιλογής  που  χρησιμοποιούνται  στην  εφαρμογή 
ενημερώνονται δυναμικά ανάλογα με τις επιλογές του χρήστη. Τέτοιες λίστες είναι:
1. Η λίστα διαγραφής
2. Η λίστα εισαγωγής WFS layers (vector layers)
3. Η λίστα συνεχούς ενημέρωσης  WFS 
4. Η λίστα ερωτημάτων
5. Η λίστα εισαγωγής vector με εικονίδια (vector layers με ανάλογο styling) 
6. Η λίστα εισαγωγής vector  με clusters (vector layers με ανάλογο styling) 
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7. Η  λίστα  εισαγωγής  vector  με  κατηγορίες  (vector  layers  με  ανάλογο 
styling)
8. Η λίστα τροποποίησης layers
9. Η λίστα ενημέρωσης  layers WFS
Όλες οι παραπάνω, εκτός των 1,3  και 9, δημιουργούνται μόνο κατά την επιλογή 
θεματικής ενότητας, με κλίση της  fillSelFQT(theme) κατά τη δημιουργία χάρτη. Αυτή 
καλεί την updateWFSTList(iΤ) για τη δημιουργία της λίστας τροποποίησης layers, αφού 
εκεί  απαιτείται  κι  ο  έλεγχος  της  ιδιότητας  editable για  το  συγκεκριμένο  θέμα  και 
χρήστη.
Οι 1,3 και 9, ενημερώνονται κάθε φορά που αφαιρείται ή προστίθεται layer στον 
χάρτη με τη κλήση της  updateDeleteList()  (Ο κώδικας που παρουσιάζεται εδώ δεν 
περιλαμβάνει την ενημέρωση της 9). 
function fillSelFQT(theme){
document.getElementById('selQueryLayer').options.length = 0; //καθαρισμός λίστας
document.getElementById('selWFST').options.length = 0;
document.getElementById('selWFS').options.length = 0;
var layersNu = myA.length; //μήκος myA
var selElementWFS=document.getElementById('selWFS');//επιλογή στοιχείου selection
var selElementQSel=document.getElementById('selQueryLayer');
for(var i=1;i<layersNu;i++){ // διατρέχει τα στοιχεία του myA
if(myA[i]['geometryType']!=null  &&  typeof(myA[i]['geometryType'])  != 
"undefined"  &&  myA[i]['geometryType']!=''  &&  myA[i]['geometryType']!=undefined  &&  myA[i]
['theme']==theme){ //τα overlays της θεματικής ενότητας
var newOption=document.createElement('option');//δημιουργία στοιχείου option
newOption.text=myA[i]['displayname'];
newOption.value=i;
newOption.name=myA[i]['layername'];
updateWFSTList(i);
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//προσθήκη νέου option 
try {
    selElementWFS.add(newOption, null); 
    selElementQSel.add(newOption, null);//standards compliant;  
  }
  catch(ex) { // IE only
  selElementWFS.add(newOption); 
  selElementQSel.add(newOption);
  }
}
}
}
function updateWFSTList(iT){
if (myA[iT]['editable']=='t'){ //αν έχει χαρακτηρισμό autoUpdate
var selElementWFST=document.getElementById('selWFST');
var newOptionWFST=document.createElement('option');
newOptionWFST.text=myA[iT]['displayname'];
newOptionWFST.value=iT;
newOptionWFST.name=myA[iT]['layername'];
try {
    selElementWFST.add(newOptionWFST, null); // standards compliant; doesn't  
work in IE
  }
  catch(ex) {
  selElementWFST.add(newOptionWFST); // IE only
  }
}
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}function updateDeleteList(){
var foundIndx;
//μηδενίζουμε τις λίστες
document.getElementById('selDelLayers').options.length = 0; 
document.getElementById('selAWFS').options.length = 0;
var j=0;
for(var i=0;i<(map.getNumLayers());i++){//φέρνουμε όλα τα layers του χάρτη
var layer = map.layers[i]
if (layer.options['mapHandle']=='common'){//από αυτά μόνο τα overlays
var selElementDel=document.getElementById('selDelLayers'); //λίστα διαγραφής
var newOptionDel=document.createElement('option');
newOptionDel.text=layer.name;
newOptionDel.value=i;
try {
selElementDel.add(newOptionDel, null); // standards compliant; doesn't work 
in IE
}
catch(ex) {
selElementDel.add(newOptionDel); // IE only
}
var extension=layer.name.substr(layer.name.length-3);//3 τελευταίοι χαρακτήρες
if(extension==' *f'){ //αν είναι vector layer
for (var k=1;k<myA.length;k++){ 
//βρίσκουμε τον myA δείκτη από το όνομα
if(myA[k]
['displayname']==layer.name.substr(0,layer.name.length-3)){
 if (myA[k]['autoUpdate']=='t'){ //αν  έχει  
χαρακτηρισμό 
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//autoUpdate
var 
selElementAWFS=document.getElementById('selAWFS'); //λίστα 
      //συνεχούς ενημέρωσης
var newOptionAWFS=document.createElement('option');
newOptionAWFS.text=myA[k]['displayname'];
newOptionAWFS.value=j;
newOptionAWFS.name=myA[k]['layername'];
//προσθήκη στοιχείου
try {
selElementAWFS.add(newOptionAWFS, null); 
}
catch(ex) {
selElementAWFS.add(newOptionAWFS); // IE only
  }
} 
}
}
}
j++;
}
}
  4.5.2.10 Η διαγραφή layers
Για τη διαγραφή layer από τον χάρτη (για διευκόλυνση του χρήστη και για να μη 
υπερβούμε τα όρια) χρησιμοποιείται η deleteLayer().
function deleteLayer(){
var selection=document.getElementById('selDelLayers').value;//Ανάγνωση Επιλογής
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var layer = map.layers[selection] //Το layer του χάρτη με δείκτη  selection
indexRemoved=selection; //Δεν χρησιμοποιήθηκε
for (var i=0;i<myLayers.length;i++){ // Από όλα τα δημιουργηθέντα overlays
if(layer.name==myLayers[i].name){ //αυτό με το ίδιο όνομα απεικόνισης
        myLayers[i].destroy(); //να διαγραφή
updateDeleteList(); //Να ενημερωθεί η λίστα διαγραφής
}
}
  4.5.2.11 Συνεχής ενημέρωση WFS
Επιλέγοντας κάποιο από τα σχεδιασμένα vector layers με δυνατότητα αυτόματης 
ενημέρωσης  και  στη  συνέχεια  'Εφαρμογή  on/off'  δρομολογείται  η  reqAWFS().  Για 
δοκιμή και επίδειξη έχει δημιουργηθεί και η λειτουργία της προσομοίωσης, που αφορά 
το layer 'Οχήματα' μόνον. 
function reqAWFS(){
if(!reqAWFSon){
reqAWFSon=true; //on-off λειτουργία
var temp=document.getElementById("selAWFS").value //διαβάζει  αριθμό 
επιλεγμένου layer
reqAWFSexe(myLayers[temp]); //καλεί την ενημέρωση για το layer
} else{
reqAWFSon=false; //on-off λειτουργία
}
}
//η πραγματική δουλειά γίνεται εδώ
function reqAWFSexe(layer){ //επαναλαμβανόμενη συνάρτηση
if (reqAWFSon){
 layer.refresh({force: true}); //ανανέωση layer
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 var  locint=parseInt(  document.getElementById("intervalAWFS").value);//διάβασμα 
διαστήματος
 if (locint<1){
 locint=1;
 }
 locint *= 1000; //μετατροπή σε msec
layerAW=layer;
 setTimeout("reqAWFSexe(layerAW)",locint);   //επανάκληση της συνάρτησης μετά από 
locint msec
 }
}
    4.5.2.11.1 Προσομοίωση
Η προσομοίωση αφορά μόνο το layer 'Οχήματα'. Για να ενεργοποιηθεί πρέπει η 
συνεχής  ενημέρωση να  είναι  ενεργοποιημένη.  Σκοπός  είναι  η  δοκιμή  της  συνεχούς 
ενημέρωσης με  μεταβαλόμενες  τις  χωρικές  τιμές  των στοιχείων του  'Οχήματα'.  Σε 
λειτουργία  με  πραγματικά  δεδομένα,  οι  τιμές  της  θέσης  των  οχημάτων  θα 
ενημερώνονται από άλλο ενδιάμεσο λογισμικό το οποίο θα ενημερώνεται για τη θέση 
των οχημάτων (από τα GPS/GPRS των οχημάτων) και θα ενημερώνει ανάλογα τo πεδίo 
the_geom της PostGIS. 
Καλείται η συνάρτηση reqSimulation() η οποία κάνει συνεχείς Ajax κλήσεις(ανα 
2  sec)  στο  sim_loc.php  του  server.  Απενεργοποιείται  με  την  απενεργοποίηση  της 
συνεχούς ενημέρωσης.
(Bug: Μπορεί να ενεργοποιηθεί με οποιοδήποτε layer σε συνεχή ενημέρωση.)
function reqSimulation()
{
var simhttp;
anAjax(simhttp,'', 'sim_loc.php', 'ld1')
  if (reqAWFSon){
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  setTimeout("reqSimulation()",2000);
  }
}
Από  τη  πλευρά  του  server  to   sim_loc.php  που  ενημερώνει  τον  πίνακα  των 
οχημάτων με τυχαίες μετατοπίσεις.
<?php
$db=pg_pconnect("host=localhost port=5432 dbname=test1 user=postgres password=postgre") 
or die(pg_errormessage($db));
$sql='SELECT id, AsText(the_geom) FROM POINTTABLE ORDER BY id';
$result = pg_query($db, $sql);
if (!$result) {
  echo "An error occured.\n";
  die;
}
$nu_rows=pg_num_rows($result);
while ($row = pg_fetch_row($result)) {
//επιστρέφει για $row[1] π.χ. POINT(25.323421871 35.0617936869)
$rest = substr($row[1], 6);
$rest = substr($rest, 0 ,-1); //γεωγραφικό μήκος και γεωγραφικό πλάτος
$pieces = explode(" ", $rest); //τα ξεχωρίζουμε
$x=(float)$pieces[0]+rand(-3,3)/100; //τυχαία μετατόπιση 0 έως +-3/100 της μοίρας
$y=(float)$pieces[1]+rand(-3,3)/100;  //τυχαία μετατόπιση 0 έως +-3/100 της μοίρας
  $sql='UPDATE  pointtable  SET  the_geom=GeomFromText(\'POINT('.(string)$x.'  '.(string)
$y.')\',4326) WHERE id='.$row[0]; //εγγραφή καινούργιας γεωμετρίας
 pg_query($db, $sql);   
}
?>
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  4.5.2.12 Η επιλογή τροποποίηση layers
Επιλέγοντας  'Προβολή τροποποίησης' καλείται η  reqWFST(). Αυτή, φορτώνει 
στον χάρτη το vector layer του επιλεγμένου θέματος καθώς και τα εργαλεία σχεδίασης. 
Αρχικά ελέγχει αν υπάρχει ήδη στο χάρτη προβολή τροποποίησης και καταστρέφει το 
layer και τα εργαλεία σχεδίασης, με την destroyWFST(). 
function destroyWFST(){
if(wfstOn){ //αν υπάρχει προβολή layer τροποπίησης
myLayers[layerIndx].destroy(); //να καταστραφεί
panel.destroy(); //και τα εργαλεία σχεδίασης
wfstOn=false; //δεν υπάρχει προβολή τροποποίησης
}
}
Στη συνέχεια διαβάζει την επιλογή και βρίσκει τις παραμέτρους της
// διάβασμα επιλογής από τη λίστα
var selectVal=document.getElementById('selWFST').value;
var layerNameT=myA[parseInt(selectVal)]['layername']; //όνομα layer στον Geoserver
var geoTypeT=myA[parseInt(selectVal)]['geometryType'];//τύπος γεωμετρίας layer
var displNameT=myA[parseInt(selectVal)]['displayname'];//όνομα στο GUI
Στη  συνέχεια,  δημιουργεί  κάποιο  αντικείμενο  στυλ  για  την  εμφάνιση  των 
διάφορων  καταστάσεων  τροποποίησης,  όπως  έχει  περιγραφεί  και  σε  προηγούμενα 
(λεπτομέρειες στον πλήρη κώδικα).
//Δημιουργία στυλ 
var styles = new OpenLayers.StyleMap({
          "default": new OpenLayers.Style(null, {
               rules: [ ........ ]
                }),
         "select": new OpenLayers.Style({    ............    }),
     "temporary": new OpenLayers.Style(null, {
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            rules: [  ......    ]
   })
 });
Στη συνέχεια, δημιουργεί το vector layer και το προσθέτει στο χάρτη. Εδώ εκτός 
από τη  στρατηγική  Bbox ανατίθεται  και  η  στρατηγική  save.  Με τις  στρατηγικές  η 
OpenLayers  καθορίζει  τη  λειτουργικότητα  του  layer,  ή  αλλοιώς  το  είδος  των 
υπηρεσιών/πρωτοκόλλου αλληλεπίδρασης με τον Geoserver. Με την στρατηγική Save 
επιλέγεται  η  WFS-Transactional  υπηρεσία.  Το  αντικείμενο 
OpenLayers.Strategy.Save(saveOptions)  της  στρατηγικής  έχει  το  προαιρετικό όρισμα 
Options για τον χειρισμό των ιδιοτήτων του Save. Εδώ δημιουργούμε το  saveOptions  
για να δώσουμε στην ιδιότητα onCommit τη τιμή μίας ανώνυμης συνάρτησης. Σκοπός 
είναι μετά την υποβολή των στοιχείων να επιστρέφεται μήνυμα επιτυχίας ή αποτυχίας.
Επίσης δημιουργούναι event listeners για τα συμβάντα που μας ενδιαφέρουν.
var saveOptions = {
      onCommit: function(response) {
     if (response.success()) {
         var features=response.reqFeatures;
  showSuccessMsg();
}else showFailureMsg();
      }
};
  var saveStrategy = new OpenLayers.Strategy.Save(saveOptions);   
 
myLayers[layerIndx] = new OpenLayers.Layer.Vector("Τροποποίηση "+displNameT, {
    strategies: [new OpenLayers.Strategy.BBOX(), saveStrategy], 
styleMap: styles,
    protocol: new OpenLayers.Protocol.WFS({
              url:  "http://geoproject.dyndns.org:8080/geoserver/wfs?strict=true",
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              featureNS: 'http://www.openplans.org/topp',
              featureType: layerNameT,   
  geometryName: "the_geom",
              srsName: "EPSG:900913",
              version: "1.1.0"
              })
});        
//Δημιουργία event listeners πριν κατά μετά την τροποποίηση, με τη διαγραφή
myLayers[layerIndx].events.register("beforefeaturemodified",this,  
onLayerModificationStart);
        myLayers[layerIndx].events.register("featuremodified",this, onLayerModification);
        myLayers[layerIndx].events.register("afterfeaturemodified",this,  
onLayerModificationEnd);
        myLayers[layerIndx].events.register("beforefeatureremoved",  
this,onBeforeLayerRemoved);
map.addLayers([myLayers[layerIndx]]);
myLayers[layerIndx].refresh({force: true}); //βρέθηκε ότι χρειάζεται καλού – κακού η  
ανανέωση
wfstOn=true; //υπάρχει προβολή τροποποίησης
Τέλος δημιουργούμε και προσθέτουμε τα απαραίτητα χειριστήρια (controls) για 
τη σχεδίαση. Αυτά είναι:
    4.5.2.12.1 Το  panel
 Φιλοξενεί τα  χειριστήρια  σχεδίασης  .  Τα  χειριστήρια μέσα  στο  panel  έχουν 
συμπεριφορά radio-buttons.
 panel = new OpenLayers.Control.Panel(
                {displayClass: 'customEditingToolbar'}
  );
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panel.addControls([ new OpenLayers.Control.Navigation(),
                save, del, modify, draw1]);
    4.5.2.12.2 Το  Draw
Για  την  εισαγωγή στοιχείων.  Απαιτείται  διαφορετικός  hanler  για  διαφορετικές 
γεωμετρίες. Η αναγνώριση της γεωμετρίας του layer γίνεται από την τιμή της geoTypeT 
= myA[i]['geometryType'] που δίνει τη γεωμετρία του θέματος.
  var draw1 = new OpenLayers.Control.DrawFeature(
                myLayers[layerIndx], OpenLayers.Handler.Point, //Ο handler για τα σημεία
                {...... }
            );  
var draw2 = new OpenLayers.Control.DrawFeature(
                myLayers[layerIndx], OpenLayers.Handler.Path, //Ο handler για τις γραμμές
                {...... }
            );  
var draw3= new OpenLayers.Control.DrawFeature(
                myLayers[layerIndx], OpenLayers.Handler.Polygon, //Ο handler για τα πολύγωνα
                {...... }
            );
switch(geoTypeT){
case 'point':
panel.addControls([...., draw1
]);            
           ........
  break;
case 'linestring':
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panel.addControls([...., draw2
            ]);            
           .........
  break;
case 'polygon':
panel.addControls([...., draw3
            ]);            
            ........
  break;
.......
}
}
    4.5.2.12.3 Το   ModifyFeature
Για  την  τροποποίηση  στοιχείων.  Το  αντικείμενο 
OpenLayers.Control.ModifyFeature , κατά την κατασκευή του, παίρνει σαν παράμετρο 
το layer αντικείμενο αναφοράς με το όνομα που δημιουργήθηκε (myLayers[layerIndx] ) 
και μία ανώνυμη συνάρτηση σαν τιμή για την ιδιότητα  onModificationStart . Σε αυτήν 
γίνεται ο χειρισμός της τροποποίησης των μη χωρικών χαρακτηριστικών του στοιχείου.
    modify = new OpenLayers.Control.ModifyFeature(
                myLayers[layerIndx], 
{
displayClass: "olControlModifyFeature",
                onModificationStart: function(feature) {
..........//Εδώ ο κώδικας γιά αίτημα χαρακτηριστικών 
στοιχείου
}
}
      );
149
    4.5.2.12.4 Το  deleteFeature
Καθώς η OpenLayers δεν διαθέτει κάποιο control για τη διαγραφή,  αυτό πρέπει 
να δημιουργηθεί. 
var DeleteFeature = OpenLayers.Class(OpenLayers.Control, {//δημιουργία νέας κλάσης από το  
προτότυπο -
            initialize: function(layer, options) { // OpenLayers.Control
                OpenLayers.Control.prototype.initialize.apply(this, [options]);
                this.layer = layer;
                this.handler = new OpenLayers.Handler.Feature(
                    this, layer, {click: this.clickFeature}
                );
            },
            clickFeature: function(feature) { //επιλογή στοιχείου
                // αν το στοιχείο δεν έχει fid, το καταστρέφει
                if(feature.fid == undefined) {
                    this.layer.destroyFeatures([feature]);
                } else { //αλλοιώς  τροποποιεί  τη  κατάστασή  του  σε  DELETE  ,  
ενεργοποιεί το συμβάν
                    feature.state = OpenLayers.State.DELETE; // afterfeaturemodified 
                    this.layer.events.triggerEvent("afterfeaturemodified", 
                                                   {feature: feature});
                    feature.renderIntent = "select"; //τροποποιεί την κατάσταση  renderIntent σε  
select
                    this.layer.drawFeature(feature); // το ξανασχεδιάζει
                }
            },
            setMap: function(map) { //εφαρμογή στον χάρτη
                this.handler.setMap(map);
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                OpenLayers.Control.prototype.setMap.apply(this, arguments);
            },
            CLASS_NAME: "OpenLayers.Control.DeleteFeature"
        });
Στη συνέχεια απλά δημιουργείται ένα αντικείμενο deleteFeature για να προστεθεί 
στο panel.
            var del = new DeleteFeature(myLayers[layerIndx], {title: "Delete Feature"});
    4.5.2.12.5 Το  Save
Πρόκειται για  κάποιο χειριστήριο  Button το οποίο δρομολογεί την αποθήκευση 
των αλλαγών. 
var save = new OpenLayers.Control.Button({ //δημιουργία button control
                title: "Save Changes",
                trigger: function() { //με το πάτημα του κουμπιού
                    if(modify.feature) {
                        modify.selectControl.unselectAll(); //αποεπιλέγει τυχόν επιλεγμένα
                    }
                    saveStrategy.save(); //καλεί την saveStrategy.save() που διεκπεραιώνει την WFS-T
                },    
                displayClass: "olControlSaveFeatures" //η κλάση του div όπου εμφανίζεται
            });
    4.5.2.12.6 Το  Navigation
Χρησιμοποιείται σαν default  control στο panel,  καθώς και για την αποεπιλογή 
των σχεδιαστικών controls.
panel.addControls([
                new OpenLayers.Control.Navigation(),
                save, del, modify, draw1
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            ]);            
panel.defaultControl = panel.controls[0];
    4.5.2.12.7 Τo split 
Δημιουργείται κατά την τροποποίηση των layers. Στη λειτουργία έχω αναφερθεί 
στο κεφάλαιο για την OpenLayers. Εδώ επιπλέον χρησιμοποιείται το συμβάν  aftersplit.  
O handler του καλεί την  flashFeatures(event.features) συνάρτηση η οποία κάνει flash 
(φωτίζει σύντομα - διαδοχικά) τα κομμάτια της γραμμής.
var split = new OpenLayers.Control.Split({
    layer: myLayers[layerIndx],
       source: myLayers[layerIndx],
   tolerance: 0.0001,
      deferDelete: true,
          eventListeners: {
                    aftersplit: function(event) {
                        flashFeatures(event.features);
                    }
           }
});
map.addControl(split);
split.activate();
  4.5.2.13 Η τροποποίηση των μη χωρικών χαρακτηριστικών 
στοιχείου
Όταν  επιλέγεται  κάποιο  στοιχείο  για  τροποποίηση,  ζητούνται  μέσω  της 
onModificationStart τα χαρακτηριστικά του στοιχείου. 
onModificationStart: function(feature) {
var nameval='characteristics.php?feature='+feature.fid;
152
anAjax(charhttp,'responsetext2',nameval,'ld2');
}
Η  Ajax  κλήση  στο  characteristics.php περνάει  το  datastore  όνομα  και  id 
στοιχείου και επιστρέφει την απάντηση η οποία απεικονίζεται στη περιοχή “Έξοδος – 
βοηθητικές λειτουργίεςσ”. Για τη δημιουργία της απόκρισης το characteristics.php ζητά 
τα μεταδεδομένα του datastore και κατασκευάζει τα απαραίτητα html πεδία. Επίσης 
κατασκευάζει και 3 hidden πεδία με τις πληροφορίες πίνακα, πεδίων και id στοιχείου. 
Αναλυτικά ο κώδικας στο παράρτημα.
Εικόνα 42: Τροποποίηση μη χωρικών χαρακτηριστικών του στοιχείου με id 5, του πίνακα 
forestpoly.
Με την υποβολή των τροποποιημένων χαρακτηριστικών, στέλνονται στο 
charInsert.php επιπλέον και οι πληροφορίες πίνακα, πεδίων του και id στοιχείου. Με 
τον τρόπο αυτό μπορεί να γίνεται η ενημέρωση διαφορετικών πινάκων με διαφορετικά 
πεδία. Στο παράρτημα ο κώδικας.
  4.5.2.14 Η λειτουργία GetFeatureInfo
H υλοποίηση της  υπηρεσίας  του  WMS, GetFeatureInfo  γίνεται  με το  αόρατο 
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χειριστήριο   OpenLayers.Control.WMSGetFeatureInfo  και  τη  προσθήκη  του  στον 
χάρτη. Το αποτέλεσμα είναι η εμφάνιση ενός popup παραθύρου με τα χαρακτηριστικά 
των στοιχείων όταν κάνουμε κλικ σε κάποιο στοιχείο. Εφαρμόζεται σε όλα τα ενεργά 
WMS layers του χάρτη.
 info = new OpenLayers.Control.WMSGetFeatureInfo({
            url: 'http://geoproject.dyndns.org:8080/geoserver/wms', 
            title: 'Κάντε κλικ για τις ιδιότητες του στοιχείου',
            queryVisible: true,
            eventListeners: {
                getfeatureinfo: function(event) {
                    map.addPopup(new OpenLayers.Popup.FramedCloud(
                        "chicken", 
                        map.getLonLatFromPixel(event.xy),
                        null,
                        event.text,
                        null,
                        true
                    ));
                }
            }
        });
4.6 Δημοσίευση στο Web
Για  τη  δημοσίευση  στο  web,  δημιουργήθηκε  δυναμικό  Domain  Name  στην 
dyndns.org. Το URL για την εφαρμογή είναι: 
http://geoproject.dyndns.org/php/gcf20.php 
Για τη δοκιμή υπάρχουν 3 εγγεγραμένοι χρήστες:
1. username: uname1 password: upass1
2. username: uname2 password: upass2
3. username: uname3 password: upass3
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4.7 Κάποια συμπεράσματα για την εφαρμογή
Το σύστημα που περιγράφηκε στηρίχθηκε στον χωρικό server GeoServer, τη βάση 
δεδομένων PostgreGIS και τη βιβλιοθήκη OpenLayers.
 Ο  GeoServer  μας  δίνει  τη  δυνατότητα  εύκολης  πρόσβασης  στη  χωρική 
πληροφορία μέσω του διαδικτύου. Η δυσκολία αξιοποίησης της δυνατότητας αυτής, 
είναι ανάλογη των απαιτήσεων. 
Ένας απλός τρόπος αξιοποίησης είναι ζητώνας μία εκόνα μέσω μίας html ετικέτας 
<img>. Για παράδειγμα με
<img src=”http://localhost:8080/geoserver/wms?service=WMS&version=1.1.0 
&request = 
GetMap&layers=gr:base,gr:GRC_roads&styles=&bbox=19.641834224274753,34.8245
84831650384,28.223888374228558,41.73906996046573&width=512&height=412&srs
=EPSG:4326&format=image/jpeg”/>
απείκονίζουμε  τη  πληροφορία  των  layers  gr:base  και  gr:GRC_roads  για  το 
συγκεκριμένο bbox.
Επίσης  μπορούμε σχετικά  εύκολα να   ενσωματώσουμε σε μία  ιστοσελίδα  και 
κάποια στοιχειώδη GIS λειτουργικότητα, χρησιμοποιώντας τη δυνατότητά του να δώσει 
έξοδο σε μορφή OpenLayers, με κάποια βασικά χειριστήρια (pan και zoom). 
Γι πιο απαιτητικές υλοποιήσεις χρειάζεται κάποια εφαρμογή από τη πλευρά του 
client. Για web εφαρμογή, ένας καλός τρόπος να γίνει αυτό είναι με Javascript κώδικα 
και τη χρήση της βιβλιοθήκης OpenLayers.
H χρήση της ΒΔ επιτρέπει εκτός των άλλων την συνεργασία με άλλα συστήματα, 
διευκολύνοντας  την  αυτοματοποιημένη  παραγωγή/ενημέρωση  της  χωρικής 
πληροφορίας. Επίσης διευκολύνει τη χρήση τις εφαρμογής σε δύο κατευθύνσεις, αυτές 
της  προβολής  και  της  δημιουργίας  χωρικών  δεδομένων.  Μπορεί  εύκολα  κανείς  να 
δημιουργήσει  πάνω  από  το  π.χ.  GoogleStreets  βασικό  layer,  δεδομένα  για  τα 
οικοδομικά τετράγωνα και τους δρόμους μιας πόλης, για να χρησιμοποιηθεί από άλλες 
εφαρμογές. Μπορεί να συγκεντρωθεί με τον τρόπο αυτό, σχετικά εύκολα, διαχρονική 
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πληροφορία  για  μία  σειρά  θεμάτων  όπως  διαχείριση  φυσικών  πόρων,  δημογραφικά 
στοιχεία κ.λ.π.
Και  τα  τρία  αυτά  λογισμικά  (GeoServer,  OpenLayers,  PostGIS)  είναι  σχετικά 
καινούργια και  σε εξέλιξη. Δεν είναι απαλαγμένα από λάθη (bugs), ενώ από έκδοση σε 
έκδοση υπάρχουν σημαντικές αλλαγές στον τρόπο υλοποίησης λειτουργιών. Υπήρξαν 
περιπτώσεις δυσλειτουργιών κατά την ανάπτυξη της εφαρμογής, που αντιμετωπίστηκαν 
με την υιοθέτηση μιάς νεότερης έκδοσης, αλλά και το αντίστροφο. Κάποιες εκρεμούν.
4.7.1 Γνωστά προβλήματα
Τα παρακάτω χρειάζονται παραπέρα διερεύνηση.
  4.7.1.1 Διένεξη μεταξύ OpenLayers και jquery
Υπάρχει κάποια διένεξη (conflict) ανάμεσα στην  OpenLayers και την jquery, που 
ωφείλεται  στην χρήση της  συνάρτησης  $  και  από τις  δύο βιβλιοθήκες.  Σαν αρχικό 
αποτέλεσμα  της  διένεξης  έχει  αναφερθεί  η  αδυναμία  υλοποίησης  και  των  δύο 
βιβλιοθηκών  σε  μία  εφαρμογή.  Η  OpenLayers  είχε  ανακοινώσει  ορόσημο  για  την 
αντιμετώπιση  του  προβλήματος  την  έκδοση  2.8.  Επίσης  αναφέρει  την  σταδιακή 
κατάργηση της συνάρτησης $ στις επόμενες εκδόσεις (έκδοση 3). [13]
Η εφαρμογή χρησιμοποιεί την έκδοση 2.8 (η βιβλιοθήκη φορτώνεται απ'ευθείας 
από την OpenLayers πράγμα που εξασφαλίζει  την ενημέρωση με την πιο πρόσφατη 
έκδοση) αλλά παρόλα αυτά υπάρχει πρόβλημα στη χρήση της συναρτησης $. Κάποια 
workarounds  που  δοκιμάστηκαν  δεν  είχαν  αποτέλεσμα.  Για  το  λόγο  αυτό 
εγκαταλείφθηκε η jquery υλοποίηση του μενού και αντί αυτού χρησιμοποιήθηκε ένας 
απλούστερος τρόπος εμφάνισης / απόκρυψης στοιχείων <div>, με αντίτιμο τη κατώτερη 
εμπειρία χρήστη. 
Η υλοποίηση με jquery παρουσιάζεται στο gcf21.php, με μειωμένη λειτουργικότητα. Το 
πλήρως  λειτουργικό  αρχείο  είναι  το   gcf20.php.  Η  διαφορά  τους  είναι  μικρή.  Με 
ενδεχόμενη  λύση  του  προβλήματος,  η  εφαρμογή  θα  υιοθετήση  τον  αρχικό  (jquery 
menu) σχεδιασμό. 
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  4.7.1.2 Εργαλείο Split 
Το εργαλείο split τεμαχίζει τις γραμμές που τέμνονται, κατά τη σχεδίαση νέων 
στοιχείων. 
Ο τεμαχισμός γίνεται μια χαρά. Κατά την υποβολή έχουμε 2 περιπτώσεις. 
Όταν οι γραμμές που τεμαχίστηκαν είναι  νεοδημιουργηθείσες,  η υποβολή των 
κομματιών τους είναι επιτυχής. 
Όταν μία από τις γραμμές προυπάρχει, τότε κατά την υποβολή ζητείται πρώτα η 
διαγραφή της ήδη καταχωρημένης γραμμής και στη συνέχεια η εισαγωγή των τεμαχίων. 
Το αίτημα αυτό επιστρέφει exception από τον GeoServer. Υπάρχει διαφωνία για το ποια 
από τις δύο πλευρές υλοποιεί λανθασμένα τη συναλλαγή. Το μήνυμα που φεύγει από 
την OpenLayers είναι το παρακάτω  και φαίνεται με μια πρώτη ματιά σωστό. Από τη 
πλευρά  του  GeoServer  απαντούν  ότι  το  δεν  πρέπει  να  προηγείται  η  διαγραφή  της 
εισαγωγής.  Αρκεί  να αλλάξει  η σειρά τους  και  όλα θα είναι  εντάξει.  Η ομάδα της 
OpenLayers  ανταπαντά  ότι  στο  πρότυπο  η  επιλογή  δηλώνεται  σαν  choice  χωρίς 
περιορισμό ταξινόμησης οπότε το  σφάλμα είναι  στον GeoServer.  Όπως και  να έχει 
φαίνεται  να  είναι  κάτι  που  θα  ληθεί  στο  άμεσο  μέλλον  καθώς  πρόκειται  για 
ενδοοικογενειακή διαφωνία.
<wfs:Transaction xmlns:wfs="http://www.opengis.net/wfs" service="WFS" version="1.1.0"  
xsi:schemaLocation="http://www.opengis.net/wfs http://schemas.opengis.net/wfs/1.1.0/wfs.xsd"  
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"><wfs:Delete  
typeName="feature:linetable" xmlns:feature="http://www.openplans.org/topp"> <ogc:Filter  
xmlns:ogc="http://www.opengis.net/ogc"> <ogc:FeatureId 
fid="linetable.14"/></ogc:Filter></wfs:Delete><wfs:Insert><feature:linetable xmlns:feature="http://
www.openplans.org/topp"><feature:the_geom><gml:LineString xmlns:gml="http://www.opengis.net/
gml" srsName="EPSG:900913"><gml:posList>2343253.5387841994 4686507.077568399 
2409813.4138608836 4656185.3567001205</gml:posList> </gml:LineString> 
</feature:the_geom></feature:linetable></wfs:Insert><wfs:Insert> <feature:linetable 
xmlns:feature="http://www.openplans.org/topp"> <feature:the_geom><gml:LineString 
xmlns:gml="http://www.opengis.net/gml" 
srsName="EPSG:900913"><gml:posList>2409813.4138608836 4656185.3567001205 
2563392.1802148 4586221.696472199</gml:posList> </gml:LineString></feature:the_geom> 
</feature:linetable></wfs:Insert><wfs:Insert><feature:linetable 
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xmlns:feature="http://www.openplans.org/topp"> <feature:the_geom><gml:LineString 
xmlns:gml="http://www.opengis.net/gml" srsName="EPSG:900913"> 
<gml:posList>2386085.4522372 4735911.3077557 2409813.4138608836 
4656185.3567001205</gml:posList> </gml:LineString></feature:the_geom> 
</feature:linetable></wfs:Insert> <wfs:Insert><feature:linetable 
xmlns:feature="http://www.openplans.org/topp"><feature:the_geom><gml:LineString 
xmlns:gml="http://www.opengis.net/gml" 
srsName="EPSG:900913"><gml:posList>2409813.4138608836 4656185.3567001205 
2447235.0748544 4530448.5757619</gml:posList></gml:LineString> </feature:the_geom> 
</feature:linetable> </wfs:Insert></wfs:Transaction>
  4.7.1.3 Πρόβλημα χρήσης χαρτών Google, Yahoo 
To  panel  των  χειριστηρίων  τροποποίησης  δεν  είναι  ορατό  όταν  είναι 
ενεργοποιημένος  σαν βασικός  χάρτης  κάποιος  της  Google  ή  της  Yahoo.  Αυτό είναι 
κάπως  περίεργο.  Η  OpenLayers  χειρίζεται  την  επικάλυψη  των  στοιχείων  με  την 
ιδιότητα z-index των <div> στοιχείων.  Δεν έχει  βρεθεί  προς το παρόν κάποια αιτία 
αυτής της συμπεριφοράς. Η συμπεριφορά αυτή παρατηρείται στο Firefox και όχι στον 
ΙΕ.
Σαν λύση (workaround), o χρήστης δεν πρέπει να έχει ενεργοποιημένο base layer 
κάποιο από τα παραπάνω για την επιλογή εργαλείου. Μετά την επιλογή του εργαλείου 
μπορεί να επαναφέρει το ακατάλληλο base layer και να σχεδιάσει χωρίς πρόβλημα. Για 
την υποβολή θα πρέπει και πάλι να ενεργοποιήσει ένα φιλικότερο  base layer και να 
πατήσει save.
Επίσης  συχνά  αστοχεί  η  προβολή  όταν  εναλλάσσονται  βασικά  layers  από 
διαφορετικά APIs (π.χ. Google – Yahoo). Δεν διερευνήθηκε η αιτία, συνίσταται απλώς ο 
χρήστης να αποφεύγει την χρήση διαφορετικών APIs. Ένας καλός συνδιασμός φαίνεται 
από τις δοκιμές αυτός της OpenMaps και VirtualEarth.
  4.7.1.4 Δυσλειτουργία στα labels
Τα χαρακτηριστικά  labelOffsetX,  labelOffsetY των  StyleMap  χρησιμοποιούνται 
για να δίνουμε κάποιο offset στις ετικέτες (labels). Στην εφαρμογή μας χρησιμοποιούμε 
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labels  στο θέμα 'Καιρός'  (vector με εικόνες, μετά από κάποιο επίπεδο zoom) για να 
δείξουμε  την  ένταση  του  ανέμου.  Στην  έκδοση  2.8  δεν  λειτουργεί.  Αυτό  έχει  σαν 
αποτέλεσμα την επικάλυψη του συμβόλου(εικονίδιου) από την ετικέτα,  κάτι  όχι και 
τόσο ευχάριστο για την απεικόνιση. Η OpenLayers έχει ανακοινώσει την επιδιόρθωση 
του  bug  (ticket  #1391)[14].  Η  συγκεκριμένη  δυνατότητα  θα  είναι  διαθέσιμη  στην 
έκδοση 2.9.
4.8 Που πάμε μετά
Σε ότι αφορά
● την τρέχουσα υλοποίηση 
○ βελτιστοποίηση  (κανονικοποίηση  )  της  ΒΔ.  (σύμφωνα  με  το  E-R 
διάγραμμα που έχει παρουσιαστεί. ).
○ βελτιστοποίηση  –  debuging  κώδικα  Javascript.  Ο  κώδικας 
ανταποκρίνεται στην κεντρική γραμμή ενεργειών χρήστη (happy case). Δεν 
έχουν  αντιμετωπισθεί  ,  παρά  μόνο  σε  ορισμένες  περιπτώσεις,   διάφορες 
εναλλακτικές συμπεριφορές του χρήστη. Να μην μπορεί για παράδειγμα να 
προσθέσει layer που υπάρχει ήδη (και με την ίδια κατάληξη) στον χάρτη. Ή 
τι γίνεται όταν διαγράφει layer το οποίο έχει επιλεγεί για συνεχή ενημέπωση 
κλπ. (σε συνεχή εξέλιξη)
○ ανάπτυξη interface διαχειριστή
○ αντιμετώπιση γνωστών και μη, προβλημάτων των βιβλιοθηκών (π.χ. 
εργαλείο split της OpenLayers)
○ Βελτίωση styling, κυρίως από πλευρά Geoserver για την WMS, όπου 
δεν έχουν γίνει πολλά.
○ Βελτιστοποίηση Geoserver (production Level), θέματα ασφαλείας.
○ Δοκιμές με μεγάλα αρχεία (WFS)
● την εξέλιξη της υλοποίησης
○ υλοποίηση  WCS  υπηρεσιών.  Πολύ  χρήσιμη  σε  θεματικές  ενότητες 
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όπως  το  'Δάσος',  μπορούμε  να  έχουμε  πληροφορίες  για  το  ανάγλυφο  με 
ψηφιακά υψομετρικά μοντέλα.
○ Υλοποίηση άλλων WFS και WMS υπηρεσιών 
○ Βελτίωση  του  UI.  Μεταξύ  άλλων,  επιλογή  χρωμάτων  από  παλέτα 
χρωμάτων,  καθορισμός  αριθμού  κατηγοριών  και  αντιστίχιση  χρωματικών 
τόνων.
○ Άλλες  δυνατότητες  customization  στον  χρήστη  όπως  προτιμήσεις 
χρήστη
○ Βιβλιοθήκη ερωτημάτων
○ Αναζήτηση ανοιχτών GIS δεδομένων (χάρτες κτηματολογίου?, Οδικό 
δίκτυο κ.λ.π.)
○ Ενσωμάτωση δεδομένων άλλων πηγών
■ καιρός σε πραγματικό χρόνο από την ΕΜΥ, ανάπτυξη middleware.
■ ανάπτυξη middleware για GPS/GPRS ή GPS/GSM ή GPS/RF 
μηνύματα (NMEA 0183, NMEA 2000 πρωτόκολλα, με έξοδο του GPS 
μία σειρά ASCII χαρακτήρων όπως π.χ. 
$GPRMB,A,0.66,L,003,004,4917.24,N,12309.57,W,001.3,052.5,000.5,V
*20 με πληροφορίες θέσης, ταχύτητας, προσανατολισμού κ.λ.π.), ή 
χρήση υπάρχοντος διαθέσιμου (ανοιχτού κώδικα).
○ Δημιουργία εργαλείων ανάλυσης  (π.χ. βέλτιστη διαδρομή)
● άλλες προκλήσεις
○ ανάπτυξη για mobile browsers
○ Δημιουργία APIs για ενσωμάτωση Layers σε άλλες ιστοσελίδες
○ ανάπτυξη  για  συγκεκριμένες  χρήσεις  θεματικών  ενοτήτων 
(ηλεκτρονική διακυβέρνηση κ.λ.π.), επέκταση σεναρίων στο 'Δάσος'
○ υλοποίηση μικτών σχημάτων, web εφαρμογής – server side χωρικών 
εφαρμογών – desktop εφαρμογών
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  Παραρτήματα
 1 Ονοματολογία, Ορολογία
ArcGrid: Raster (grid) μορφή (format) GIS δεδομένων της ESRI. 
BΒox: Bounding Box, το πλαίσιο αναφοράς για μία προβολή. Όταν δεν δίνεται ο 
Geoserver  χρησιμοποιεί  τη  default  τιμή  του  layer.  Για  παράδειγμα  το  BΒox 
(10,20,30,40), είναι η περιοχή ανάμεσα σε 10 έως 30 γεωγραφικό μήκος και 20 έως 40 
γεωγραφικό πλάτος (μονάδες συστήματος συντεταγμένων)
Datum: Θεωρητική επιφάνεια της γής. Θεωρεί ότι η γή είναι τέλειο γεωμετρικό 
(σφαιροειδές-ελειψοειδές)  σχήμα,  κάτι  που  δεν  συμβαίνει.  Περιγράφεται  από  την 
σφαιροειδή  (speroid)  γραμμή/επιφάνεια.  Διαφέρει  από  τη  γεωδετική  (geoid) 
γραμμή/επιφάνεια, που περιγράφει την επιφάνεια όπως πραγματικά την αντιλαμβάνεται 
ο άνθρωπος (π.χ. με τη χρήση των τοπογραφικών οργάνων).
ESRI: Εταιρεία εμπορικού GIS λογισμικού/εφαρμογών, από τους πρωτοπόρους 
του κλάδου.
FOSS4G: Ετήσιο συνέδριο open source for GIS.
Geoid: βλ. Datum
GeoTIFF:  Πρότυπο  χωρικών  μεταδεδομένων(metadata).  Επιτρέπει  την 
επισύναψη πληροφοριών συστημάτων αναφοράς σε αρχεία TIFF για τον καθορισμό της 
προβολής.
GDAL  (Geospatial  Data  Abstraction  Library  ):  Βιβλιοθήκη  μοντέλου 
δεδομένων της  OSGeo. Υποστηρίζει  περισσότερα από 50 formats  raster  δεδομένων. 
Προσφέρει,  στην  εφαρμογή  που  την  καλεί,  υπηρεσίες  μετάφρασης  των 
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υποστηριζόμενων formats σε ένα κοινό αφηρημένο μοντέλο δεδομένων (single abstract 
data model ). Η επέκταση OGR κάνει το ίδιο για (πάνω από 20) vector formats.
Gtopo30: Ψηφιακό υψομετρικό μοντέλο του κόσμου με ανάλυση περίπου 1 km.
ImageMosaic:   Raster   μορφή (format)  GIS.  Χρησιμοποιεί  την τεχνική photo 
mosaic  όπου  μία  εικόνα  σχηματίζεται  από  μικρότερες  με  το  κατάλληλο  μέσο 
χρωματισμό.
Java Properties  files: Αρχεία με  επέκταση  .properties Χρησιμοποιούνται  για 
την  αποθήκευση  παραμέτρων  Java  εφαρμογών.  Μπορούν  να  χρησιμοποιηθουν  για 
αποθήκευση GIS πληροφορίας.
KML (Keyhole Markup Language): XML σχήμα για τη περιγραφή γεωχωρικής 
πληροφορίας. Χρησιμοποιείται από το GoogleEarth.
Layer: Η εικόνα μίας ομάδας γεωγραφικών στοιχείων. Μπορεί να είναι βασικό ή 
όχι, raster ή vector. Aναφέρονται και σαν διαφάνεια (μή βασικά- overlays) ή θέμα – 
κάπως  καταχρηστικά  αφού  μπορεί  να  είναι  πολυθεματικό  (δεν  συμβαίνει  στην 
εφαρμογή) ή αφαιρετικό (φιλτράρισμα).
Parsing: Η ανάλυση ενός κειμένου. Για παράδειγμα ο  xmldom parser αναλύει 
ένα κείμενο xml για να δημιουργήσει ένα xml dom αντικείμενο.
Projection: βλ. Προβολή
Rentering:  Η  διαδικασία  δημιουργίας  εικόνας  από  τα  δεδομένα.  Renterer,  η 
οντότητα (λογισμικό) που τη πραγματοποιεί.
Shapefiles:  Vector  μορφή  (format)  GIS  δεδομένων  της  ESRI.  Από  τα 
δημοφιλέστερα μέχρι την εισαγωγή των χωρικών βάσεων δεδομένων.
Speroid: βλ. Datum
SRS spatial referencing system: βλ. Χωρικό σύστημα αναφοράς
Γεωδετική γραμμή/επιφάνεια: βλ. Datum
Θέμα: Μία συλογή χωρικών στοιχείων με τα χαρακτηριστικά τους. Αντιστοιχεί σε 
μία οντότητα ΒΔ.
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Θεματική  ενότητα:   Μία  ομάδα  θεμάτων  που  χρησιμοποιούνται  για  την 
περιγραφή ενός 'GIS προβλήματος'. Στην εφαρμογή που αναπτύχθηκε για παράδειγμα, 
δημιουργήθηκαν οι ενότητες Δάσος (με θέματα όπως Δασοκάλυψη, Μέτωπο φωτιάς, 
Υδροληψίες, κ.π.) και Tasmania (με θέματα όπως Δρόμοι, Πόλεις Τασμανίας, κ.π.).
Προβολή:  Στα GIS, η μεταφορά μίας  τρισδιάστατης  χωρικής σχέσης  χωρικών 
στοιχείων σε μία απεικόνιση. Ενώ η  τρισδιάτατη θέση των στοιχείων είναι δεδομένη, 
οι  διάφορες  δυσδιάστατες  προβολές   τους  διαφέρουν  ανάλογα   με  το  προβολικό 
σύστημα αναφοράς.
Προβολικό σύστημα: Συσχετίζει την τρισδιάτατη σχέση των χωρικών στοιχείων 
με την προβολή. 
Στοιχείο: Όταν αναφέρεται σε χωρικό στοιχείο, αντιστοιχεί σε μία εγγραφή της 
βάσης δεδομένων (για format χωρικών ΒΔ). Πολλά στοιχεία συνθετουν ένα θέμα. Έχει 
τουλάχιστον ένα πεδίο  τύπου GEOMETRY.
Χαρακτηριστικά στοιχείου: Οι ιδιότητες ενός στοιχείου.  Για τις χωρικές ΒΔ, τα 
πεδία ενός πίνακα. Τα πεδία GEOMETRY αναφέρονται σαν χωρικά χαρακτηριστικά, 
ενώ όλα τα υπόλοιπα σαν μή χωρικά χαρακτηριστικά.
Χάρτης: Στην OpenLayers, αναφέρεται στο αντικείμενο που περιέχει τα layers 
και τα χειριστήρια. Γενικά χειρίζεται την προβολή και λειτουργικότητα των layers που 
απεικονίζει.
Χωρικό σύστημα αναφοράς:  Η θέση των αντικειμένων στον χώρο σε σχέση με 
κάποιο κέντρο. Για τα γεωγραφικά συστήματα αναφοράς, επιπλέον και η θέση τους σε 
σχέση με την επιφάνεια της γής.
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2 GeoServer
2.1 Υλοποίηση αιτήματος στον GeoServer
Η  υλοποίηση  ενός  αιτήματος  από  μία  υπηρεσία  περιγράφεται  στο  παρακάτω  class 
diagram (για την WFS).
Κάθε υπηρεσία είναι υπεύθυνη για
1. Τον χειρισμό της συγκεκριμένης λειτουργίας 
2. Τη δημιουργία ενός αντικειμένου για το διάβασμα των παραμέτρων της 
λειτουργίας 
3. Τη δημιουργία της απόκρισης 
Οι παράμετροι των λειτουργιών μεταφέρονται στον geoserver με το http αίτημα,  σαν 
ζεύγη ονομάτων(κλειδιών) – τιμών. 
Για παράδειγμα στο αίτημα: 
http://geo.openplans.org/geoserver/wfs?
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service=WFS&request=GetCapabilities&version=1.0.0
 καθορίζονται τρεις παράμετροι. 
1. Η υπηρεσία (service=WFS), 
2. η λειτουργία που αιτείται (request=GetCapabilities ) και 
3. η έκδοση (version=1.0.0). 
Η  μετάφρασή  τους  γίνεται  από  τον  KVPReader  (key  value  pair  reader)  ο  οποίος 
μεταφράζει τις παραμέτρους και αναθέτει τις κατάλληλες τιμές στα αντικείμενα.
Το  αντικείμενο  απόκριση  (Response)  υλοποιεί  τη  λειτουργία.  Εκτελεί  το  αίτημα  και 
γράφει την έξοδο.
Η αλληλεπίδραση των  συστατικών του  υποσυστήματος  request-respond φαίνεται  στο 
παρακάτω διάγραμμα ακολουθίας. 
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2.2 Παράδειγμα Post αιτήματος GetFeature
<wfs:GetFeature service="WFS" version="1.0.0"
  outputFormat="GML2"
  xmlns:topp="http://www.openplans.org/topp"
  xmlns:wfs="http://www.opengis.net/wfs"
  xmlns:ogc="http://www.opengis.net/ogc"
  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
  xsi:schemaLocation="http://www.opengis.net/wfs
                      http://schemas.opengis.net/wfs/1.0.0/WFS-basic.xsd">
  <wfs:Query typeName="topp:states">
    <ogc:Filter>
       <ogc:FeatureId fid="states.3"/>
    </ogc:Filter>
  </wfs:Query>
</wfs:GetFeature> 
 Στο παραπάνω ερώτημα ζητείται από το layer topp:states το στοιχείο με fid = “states.3”.
H απόκριση είναι ένα GML αρχείο με τις ιδιότητες του στοιχείου, χωρικές και λοιπά 
χαρακτηριστικά.
<wfs:FeatureCollection  xsi:schemaLocation="http://www.openplans.org/topp 
http://localhost:8080/geoserver/wfs?
service=WFS&version=1.0.0&request=DescribeFeatureType&typeName=topp:states  
http://www.opengis.net/wfs http://localhost:8080/geoserver/schemas/wfs/1.0.0/WFS-basic.xsd">
 <gml:boundedBy>
  <gml:null>unknown</gml:null>
 </gml:boundedBy>
 <gml:featureMember>
  <topp:states fid="states.3">
   <topp:the_geom>
    <gml:MultiPolygon srsName="http://www.opengis.net/gml/srs/epsg.xml#4326">
     <gml:polygonMember>
      <gml:Polygon>
       <gml:outerBoundaryIs>
        <gml:LinearRing>
         <gml:coordinates decimal="." cs="," ts=" ">
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-75.70742,38.557476  -75.71106,38.649551  -75.724937,38.83017  -75.752922,39.141548 
-75.761658,39.247753  -75.764664,39.295849  -75.772697,39.383007  -75.791435,39.723755 
-75.775269,39.724442  -75.745934,39.774818  -75.695114,39.820347  -75.644341,39.838196 
-75.583794,39.840008  -75.470345,39.826435  -75.42083,39.79887  -75.412117,39.789658 
-75.428009,39.77813  -75.460754,39.763248  -75.475128,39.741718  -75.476334,39.719971 
-75.489639,39.714745  -75.610725,39.612793  -75.562996,39.566723  -75.590187,39.463768 
-75.515572,39.36694  -75.402481,39.257637  -75.397728,39.073036  -75.324852,39.012386 
-75.307899,38.945911  -75.190941,38.80867  -75.083138,38.799812  -75.045998,38.44949 
-75.068298,38.449963  -75.093094,38.450451  -75.350204,38.455208  -75.69915,38.463066 
-75.70742,38.557476
         </gml:coordinates>
        </gml:LinearRing>
       </gml:outerBoundaryIs>
      </gml:Polygon>
     </gml:polygonMember>
    </gml:MultiPolygon>
   </topp:the_geom>
   <topp:STATE_NAME>Delaware</topp:STATE_NAME>
   <topp:STATE_FIPS>10</topp:STATE_FIPS>
   <topp:SUB_REGION>S Atl</topp:SUB_REGION>
   <topp:STATE_ABBR>DE</topp:STATE_ABBR>
   <topp:LAND_KM>5062.456</topp:LAND_KM>
   <topp:WATER_KM>1385.022</topp:WATER_KM>
   <topp:PERSONS>666168.0</topp:PERSONS>
   <topp:FAMILIES>175867.0</topp:FAMILIES>
   <topp:HOUSHOLD>247497.0</topp:HOUSHOLD>
   <topp:MALE>322968.0</topp:MALE>
   <topp:FEMALE>343200.0</topp:FEMALE>
   <topp:WORKERS>247566.0</topp:WORKERS>
   <topp:DRVALONE>258087.0</topp:DRVALONE>
   <topp:CARPOOL>42968.0</topp:CARPOOL>
   <topp:PUBTRANS>8069.0</topp:PUBTRANS>
   <topp:EMPLOYED>335147.0</topp:EMPLOYED>
   <topp:UNEMPLOY>13945.0</topp:UNEMPLOY>
   <topp:SERVICE>87973.0</topp:SERVICE>
   <topp:MANUAL>44140.0</topp:MANUAL>
   <topp:P_MALE>0.485</topp:P_MALE>
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   <topp:P_FEMALE>0.515</topp:P_FEMALE>
   <topp:SAMP_POP>102776.0</topp:SAMP_POP>
  </topp:states>
 </gml:featureMember>
</wfs:FeatureCollection>
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2.3 Παράδειγμα Get αιτήματος GetFeatureBBox
http://localhost:8080/geoserver/wfs?
request=GetFeature&version=1.1.0&typeName=topp:states& propertyName= 
STATE_NAME,PERSONS& BBOX=-75.102613,40.212597, -72.361859, 41.512517,EPSG:4326
όπου δηλώνονται 
τα layers (typeName= topp:states), 
οι ιδιότητες των στοιχείων που ενδιαφέρουν 
(propertyName=STATE_NAME,PERSONS) και 
οι συντεταγμένες του πλαισίου (BBOX=-75.102613,40.212597, 
-72.361859,41.512517,EPSG:4326)
Η απόκριση είναι π.χ.
<wfs:FeatureCollection  numberOfFeatures="4"  timeStamp="2009-10-22T23:27:17.506+03:00"  
xsi:schemaLocation="http://www.openplans.org/topp  http://localhost:8080/geoserver/wfs?
service=WFS&version=1.1.0&request=DescribeFeatureType&typeName=topp:states  
http://www.opengis.net/wfs http://localhost:8080/geoserver/schemas/wfs/1.1.0/wfs.xsd">
 <gml:featureMembers>
  <topp:states gml:id="states.39">
   <topp:STATE_NAME>New York</topp:STATE_NAME>
   <topp:PERSONS>1.8235907E7</topp:PERSONS>
  </topp:states>
  <topp:states gml:id="states.40">
   <topp:STATE_NAME>Pennsylvania</topp:STATE_NAME>
   <topp:PERSONS>1.1881643E7</topp:PERSONS>
  </topp:states>
  <topp:states gml:id="states.41">
   <topp:STATE_NAME>Connecticut</topp:STATE_NAME>
   <topp:PERSONS>3287116.0</topp:PERSONS>
  </topp:states>
  <topp:states gml:id="states.43">
   <topp:STATE_NAME>New Jersey</topp:STATE_NAME>
   <topp:PERSONS>7484736.0</topp:PERSONS>
  </topp:states>
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 </gml:featureMembers>
</wfs:FeatureCollection>
τα στοιχεία που περιέχονται στο πλαίσιο που δηλώθηκε, με τις ιδιότητες που ζητήθηκαν
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2.4 Παράδειγμα SLD 
To στυλ του layer forestpoly, που χρησιμοποιείται στην εφαρμογή και αντιστοιχεί 
στη Δασοκάλυψη
<?xml version="1.0" encoding="ISO-8859-1"?>
<StyledLayerDescriptor  version="1.0.0" 
xmlns="http://www.opengis.net/sld" 
xmlns:ogc="http://www.opengis.net/ogc"
  xmlns:xlink="http://www.w3.org/1999/xlink" 
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
  
xsi:schemaLocation="http://www.opengis.net/sld 
http://schemas.opengis.net/sld/1.0.0/StyledLayerDescriptor.xsd">
  <NamedLayer>
    <Name>Default Polygon</Name>
    <UserStyle>
      <Title>my polygon style</Title>
      <Abstract> poly from default</Abstract>
      <FeatureTypeStyle>
        <Rule>
          <Title>Polygon</Title>
          <PolygonSymbolizer>
            <Fill>
              <CssParameter name="fill">#AAFFAA</CssParameter> 
              <CssParameter name="fill-opacity">0.3</CssParameter>
            </Fill>
            <Stroke>
              <CssParameter name="stroke">#446644</CssParameter>
              <CssParameter name="stroke-width">1</CssParameter>
              <CssParameter  name="stroke-
opacity">0.7</CssParameter>
            </Stroke>
          </PolygonSymbolizer>
        </Rule>
      </FeatureTypeStyle>
    </UserStyle>
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  </NamedLayer>
</StyledLayerDescriptor>
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3 Κώδικας
3.1 Κυρίως κώδικας gcf20.php
<?php
session_start();
include ('display3.inc');
include ('postgre.inc');
$userID = $_SESSION['name'];
// Αν η σελίδα ζητήθηκε χωρίς εγγραφή, ανακατεύθυνση στην σελίδα login
if ($userID==null){
header( 'Location: index.php' ); 
die;
}
?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" 
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml">
<head>
<meta http-equiv="Content-Type" content="text/html; charset=windows-1253" />
<title>Εργασία Geoserver</title>
<LINK REL=StyleSheet HREF="my2.css" TYPE="text/css" MEDIA=screen>
    <link rel="stylesheet" href="ol1.css" type="text/css" />
    <link rel="stylesheet" href="ol2.css" type="text/css" />
   <link rel="stylesheet" href="styles/demo.css" />
    <style type="text/css">
        .olControlAttribution { bottom: 0px!important }
        #map {
            height: 512px;
        }
        /* avoid pink tiles */
        .olImageLoadError {
            background-color: transparent !important;
        }
    </style>
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<style>
        .customEditingToolbar {
            float: right;
            right: 0px;
            height: 30px; 
            width: 200px;
z-index:3000;
        }
        .customEditingToolbar div {
            float: right;
            margin: 5px;
            width: 24px;
            height: 24px;
z-index:3000;
        }
        .olControlNavigationItemActive { 
            background-image: url("images/editing_tool_bar.png");
            background-repeat: no-repeat;
            background-position: -103px -23px; 
        }
        .olControlNavigationItemInactive { 
            background-image: url("images/editing_tool_bar.png");
            background-repeat: no-repeat;
            background-position: -103px -0px; 
        }
        .olControlDrawFeaturePointItemInactive { 
            background-image: url("images/editing_tool_bar.png");
            background-repeat: no-repeat;
            background-position: -77px 0px; 
        }
        .olControlDrawFeaturePointItemActive { 
            background-image: url("images/editing_tool_bar.png");
            background-repeat: no-repeat;
            background-position: -77px -23px ;                                                                   
        }
        .olControlModifyFeatureItemActive { 
            background-image: url(images/move_feature_on.png);
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            background-repeat: no-repeat;
            background-position: 0px 1px;
        }
        .olControlModifyFeatureItemInactive { 
            background-image: url(images/move_feature_off.png);
            background-repeat: no-repeat;
            background-position: 0px 1px;
        }
        .olControlDeleteFeatureItemActive { 
            background-image: url(images/remove_point_on.png);
            background-repeat: no-repeat;
            background-position: 0px 1px;
        }
        .olControlDeleteFeatureItemInactive { 
            background-image: url(images/remove_point_off.png);
            background-repeat: no-repeat;
            background-position: 0px 1px;
        }            
           
    </style>
<script src='http://dev.virtualearth.net/mapcontrol/mapcontrol.ashx?v=6.1'></script>
    <script src='http://maps.google.com/maps?file=api&amp; v=2&amp; 
key=ABQIAAAA2dq2u1ixEB8y_wNejRk-2xQeYl3hhJeNKbzk5ajMiDt0vQYE-BQ1zzTkc-
fuBWeKU_aRhOoSed1KFw'></script>
    <script src="http://api.maps.yahoo.com/ajaxymap?v=3.0&appid=euzuro-openlayers"></script>
 
    <script src="http://www.openlayers.org/api/OpenLayers.js"></script>
 <script src="display.js"></script>
 <script type="text/javascript" src="/js/Bs_Misc.lib.js"></script> 
<script type="text/javascript" src="/js/Bs_Array.class.js"></script> 
<script type="text/javascript" src="/js/Bs_Tree.class.js"></script> 
<script type="text/javascript" src="/js/Bs_TreeElement.class.js"></script> 
<script type="text/javascript" src="/js/Bs_Checkbox.class.js"></script>
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<?php
echo '<script type="text/javascript">
var a = new Array; //array για τα στοιχεία του δένδρου
var myA= new Array; //array για τα layers του δένδρου
';
$kind=1;/*μετρητής*/
$sql="select * from theme where uname='".$userID."'";
// επιλέγουμε τα θέματα του χρήστη
$result= my_query($sql);
//echo pg_num_rows($result).'<br>';
for($i=0;$i<pg_num_rows($result);$i++){
$arr = pg_fetch_array($result, $i, PGSQL_NUM);
echo '
a['.$i.'] = new Array; //γιά θεματική ενότητα νέο array όπου 
a['.$i.'][\'caption\'] = "'.$arr[1].'"; //δίνουμε ονομασία
a['.$i.'][\'target\']  = "_blank";
a['.$i.'][\'isOpen\']= true;//είναι ανοιχτό- φαίνονται οι κλάδοι
a['.$i.'][\'isChecked\']= 0; // δεν είναι επιλεγμένο
myA['.$kind.'] = new Array;//Δημιουργώ καινούργιο array για τις παραμέτρους του θέματος
myA['.$kind.'][\'epsg\'] = "'.$arr[5].'"; //epsg κωδικός
myA['.$kind.'][\'depsg\'] = "'.$arr[8].'"; //display epsg
myA['.$kind.'][\'zoomlev\'] = "'.$arr[6].'"; //επίπεδα zoom
myA['.$kind.'][\'zoomval\'] = "'.$arr[7].'";//αρχικό επίπεδο zoom
myA['.$kind.'][\'cLon\'] = "'.$arr[9].'"; //αρχικό longditude 
myA['.$kind.'][\'cLan\'] = "'.$arr[10].'";//αρχικό lantidtude 
myA['.$kind.'][\'geometryType\'] = null;
myA['.$kind.'][\'theme\'] ="'.$arr[1].'"; //ονομασία
myA['.$kind.'][\'displayname\'] = null;
';
$kind++;
$sql3="select * from branch where thname='".$arr[1]."' and uname='".$userID."' and parent is 
null";
$result3= my_query($sql3);
$arr3 = pg_fetch_array($result3, 0, PGSQL_NUM);
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$father=$arr3[0]; //ονομασία θεματικής ενότητας
// Για κάθε θεματική ενότητα Δημιουργία ερωτήματος για κλάδους παιδιά - αρχεία θέματος
$sql2="select * from branch where thname='".$arr[1]."' and uname='".$userID."' and parent = '".
$father."'";
$result2= my_query($sql2);
if (pg_num_rows($result2)>0){
echo 'a['.$i.'][\'children\']         = new Array';
for($j=0;$j<pg_num_rows($result2);$j++){
$arr2 = pg_fetch_array($result2, $j, PGSQL_NUM);
//Δημιουργία στοιχείων δένδρου 2ου επιπέδου - φάκελοι
echo '
a['.$i.'][\'children\']['.$j.'] = new Array;
a['.$i.'][\'children\']['.$j.'][\'caption\']          = "'.$arr2[1].'"; //ονομασία
a['.$i.'][\'children\']['.$j.'][\'target\']           = "_blank";
a['.$i.'][\'children\']['.$j.'][\'isOpen\']           = false; //κλειστό
a['.$i.'][\'children\']['.$j.'][\'isChecked\']        = 0;
myA['.$kind.'] = new Array;//εξακολουθούμε να ενημερώνουμε τα στοιχεία του myA
myA['.$kind.'][\'theme\'] ="'.$arr[1].'";
myA['.$kind.'][\'geometryType\'] = null;
myA['.$kind.'][\'displayname\'] = null;
';
$kind++;
$mother=$arr2[0];
//Δημιουργία νέων παιδιών - layers
$sql4="select * from branch where thname='".$arr[1]."' and uname='".
$userID."' and parent = '".$mother."'";
$result4= my_query($sql4);
if (pg_num_rows($result4)>0){
echo 'a['.$i.'][\'children\']['.$j.'][\'children\']         = new Array';
for($k=0;$k<pg_num_rows($result4);$k++){
$arr4 = pg_fetch_array($result4, $k, PGSQL_NUM);
//Δημιουργία στοιχείων 30υ επιπέδου - layers ..
echo '
a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'] = new Array;
a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'][\'caption\'] = "'.$arr4[1].'";
a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'][\'target\'] = "_blank";
a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'][\'isOpen\'] = false;
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a['.$i.'][\'children\']['.$j.'][\'children\']['.$k.'][\'isChecked\'] = 0;
myA['.$kind.'] = new Array;
myA['.$kind.'][\'layername\'] = "'.$arr4[6].'";
myA['.$kind.'][\'baselayer\'] = "'.$arr4[5].'";
myA['.$kind.'][\'layerns\'] = "'.$arr4[7].'";
myA['.$kind.'][\'displayname\'] = "'.$arr4[1].'";
myA['.$kind.'][\'geometryType\'] = "'.$arr4[8].'";
myA['.$kind.'][\'theme\'] = "'.$arr4[2].'";
myA['.$kind.'][\'icon\'] = "'.$arr4[11].'";
myA['.$kind.'][\'categories\'] = "'.$arr4[13].'";
myA['.$kind.'][\'cluster\'] = "'.$arr4[12].'";
myA['.$kind.'][\'editable\'] = "'.$arr4[10].'";
myA['.$kind.'][\'autoUpdate\'] = "'.$arr4[9].'";
';
$kind++;
}
}
}
}
}
echo '</script>';
?>
<script language=javascript>
function createWMS(myAddLayer){
//Διατρέχει τα στοιχεία του δένδρου και ελέγχει αν υπάρχει επιλογή
var sumval=0;
var ival=1;
dfg='bsTreeChk_Bs_Tree_0_'+ ival; //το πρώτο στοιχείο του δένδρου 
bsTreeChk_Bs_Tree_0_1
try {
while (document.getElementById(dfg).value!=null){//όσο υπάρχουν στοιχεία
adas=document.getElementById(dfg).value; //τιμή στοιχείου
if(adas>0) sumval++; //άν είναι τσεκαρισμένο
ival++;
dfg='bsTreeChk_Bs_Tree_0_'+ ival; //επόμενο στοιχείο
}
} catch (error) { //Χρειάζεται γιατί μετά το τελευταίο στοιχείο του δένδρου 
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δημιουργείται exception
}
if(sumval==0){ // Δεν υπάρχει επιλογή
alert('Επιλέξτε κάτι'); 
return;
}
 tiled=false;
extensionT='';
if(myAddLayer && document.getElementById('chTiled').checked){
tiled=true;
extensionT=' *t';
}
 //Διατρέχει τα στοιχεία του δένδρου για να δημιουργήσει το χάρτη
var ival=1
var sumval=0;
var foundsome=false; //αρχικά δεν έχει βρεθεί τίποτα
dfg='bsTreeChk_Bs_Tree_0_1' //το πρώτο στοιχείο του δένδρου 
try {
while (document.getElementById(dfg).value!=null){
adas=document.getElementById(dfg).value;
if (adas!=0){ //τσεκαρισμένο στοιχείο 
if (!foundsome && !myAddLayer){ //το πρώτο που βρίσκεται, 
δημιουργία χάρτη - προφανώς όχι φύλλο αλλά ρίζα του δένδρου
reqAWFSon=false;
nuBaseLayers=0 //μετρητής βασικών layers
newmap(ival); //δημιουργία χάρτη με το id του στοιχείου 
δένδρου
foundsome=true; //επιτρέπει μόνο μια φορά την εκτέλεση της 
newmap(ival)
}
else {
newLayer(ival); //έχει δημιουργηθεί χάρτης πάμε για layers
}
sumval++;
}
ival++;
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dfg='bsTreeChk_Bs_Tree_0_'+ ival;
}
} catch (error) {
} 
  //Έχει ολοκληρωθεί οσχεδιασμός των Layers. Αν δεν έχει ζητηθεί κάποιο βασικό, ορίζεται το 
default OSM
if (!myAddLayer){ 
if(nuBaseLayers==0){
var osmarender = new OpenLayers.Layer.OSM(
                "OpenStreetMap (Tiles@Home)",
                "http://tah.openstreetmap.org/Tiles/tile/${z}/${x}/${y}.png"
            );
map.addLayers([osmarender]);
nuBaseLayers++;
}
  //Δημιουργία controls
panZoomBar=  new OpenLayers.Control.PanZoomBar({position: new 
OpenLayers.Pixel(2, 15)}); 
navigation=new OpenLayers.Control.Navigation();
//scaleC=new OpenLayers.Control.Scale($('scale'));
//mousePosition=new OpenLayers.Control.MousePosition({element: $
('location')});
//permalink=new OpenLayers.Control.Permalink(); 
            map.addControl(new OpenLayers.Control.LayerSwitcher());
            map.addControl(panZoomBar);
            map.addControl(navigation);
            map.addControl(scaleC);
            map.addControl(mousePosition);
//map.addControl(permalink);
 info = new OpenLayers.Control.WMSGetFeatureInfo({
            url: 'http://geoproject.dyndns.org:8080/geoserver/wms', 
            title: 'Κάντε κλικ για τις ιδιότητες του στοιχείου',
            queryVisible: true,
            eventListeners: {
                getfeatureinfo: function(event) {
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                    map.addPopup(new OpenLayers.Popup.FramedCloud(
                        "chicken", 
                        map.getLonLatFromPixel(event.xy),
                        null,
                        event.text,
                        null,
                        true
                    ));
                }
            }
        });
        map.addControl(info);
setActiveGFI();
document.getElementById('responsetext2').innerHTML = '';
//Ορισμός κέντρου και επιπέδου zoom ανάλογα με τη θεματική ενότητα
 var proj = new OpenLayers.Projection("EPSG:4326");
  var point = new OpenLayers.LonLat(thLon, thLan); 
document.getElementById('responsetext2').innerHTML = point;
  map.setCenter(point.transform(proj, 
map.getProjectionObject()),parseInt(myZoom));
}
updateDeleteList();
if (!myAddLayer){
map.events.register('click', map, function (e) {
mouseLoc = map.getLonLatFromPixel(e.xy);
//alert(mouseLoc);
if (clickMode==0) {
    var url = prox.getFullRequestString({
                REQUEST: "GetFeatureInfo",
                EXCEPTIONS: "application/vnd.ogc.se_xml",
                BBOX: map.getExtent().toBBOX(),
                X: e.xy.x,
                Y: e.xy.y,
                INFO_FORMAT: 'text/html',
                QUERY_LAYERS: layerlist,
                FEATURE_COUNT: 5,
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                WIDTH: map.size.w,
                HEIGHT: map.size.h},
                "http://geoproject.dyndns.org:8080/geoserver/wms?");
    OpenLayers.loadURL(url, '', this, setHTML, setHTML);
}
    Event.stop(e);
}
);
map.events.register('mouseWheel', map, function (e) {
mouseLoc = map.getLonLatFromPixel(e.xy);
alert(mouseLoc);    
    Event.stop(e);
}
);
}
         function setHTML(response){
                document.getElementById('responsetext2').innerHTML = response.responseText;
            };
}
function newmap(arindex){
//alert('newmap '+arindex);
//document.getElementById('selClickMode').options.length = 0;
map.destroy();
themeName=myA[arindex]['theme'];
themeProj=myA[arindex]['epsg'];
ThemeDispProj=myA[arindex]['depsg'];
        var options = setoptions(myA[arindex]['epsg'],myA[arindex]['depsg'],"m",myA[arindex]
['zoomlev']);
        map = new OpenLayers.Map('map', options);
zoomLevelsGlobal=myA[arindex]['zoomlev'];
thLon=myA[arindex]['cLon'];
thLan=myA[arindex]['cLan'];
myZoom=myA[arindex]['zoomval'];
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layerIndx=0;
themeName=myA[arindex]['theme'];
fillSelFQT(themeName);
}
function newLayer(arindex){
if (myA[arindex]['theme']!=themeName) return;
if (myA[arindex]['baselayer'] != null){
switch(myA[arindex]['baselayer'])
{
case 'gmap':
var gmap = new OpenLayers.Layer.Google(
                "Google Streets",
                {'sphericalMercator': true}
            );
map.addLayers([gmap]);
nuBaseLayers++;
  break;
case 'gsat':
            var gsat = new OpenLayers.Layer.Google(
                "Google Satellite",
                {type: G_SATELLITE_MAP, 'sphericalMercator': true, numZoomLevels: 
zoomLevelsGlobal}
            );
map.addLayers([gsat]);
nuBaseLayers++;
  break;
case 'ghyb':
            var ghyb = new OpenLayers.Layer.Google(
                "Google Hybrid",
                {type: G_HYBRID_MAP, 'sphericalMercator': true}
            );
map.addLayers([ghyb]);
nuBaseLayers++;
  break;
case 'veroad':
var veroad = new OpenLayers.Layer.VirtualEarth(
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                "Virtual Earth Roads",
                {'type': VEMapStyle.Road,'sphericalMercator': true}
            );
map.addLayers([veroad]);
nuBaseLayers++;
  break;
case 'veaer':
            var veaer = new OpenLayers.Layer.VirtualEarth(
                "Virtual Earth Aerial",
                {'type': VEMapStyle.Aerial, 'sphericalMercator': true}
            );
map.addLayers([veaer]);
nuBaseLayers++;
  break;
case 'vehyb':
            var vehyb = new OpenLayers.Layer.VirtualEarth(
                "Virtual Earth Hybrid",
                {'type': VEMapStyle.Hybrid, 'sphericalMercator': true}
            );
map.addLayers([vehyb]);
nuBaseLayers++;
  break;
case 'yahoo':
            var yahoo = new OpenLayers.Layer.Yahoo(
                "Yahoo Street",
                {'sphericalMercator': true}
            );
map.addLayers([yahoo]);
nuBaseLayers++;
  break;
case 'yahoosat':
            var yahoosat = new OpenLayers.Layer.Yahoo(
                "Yahoo Satellite",
                {'type': YAHOO_MAP_SAT, 'sphericalMercator': true}
            );
map.addLayers([yahoosat]);
nuBaseLayers++;
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  break;
case 'yahoohyb':
            var yahoohyb = new OpenLayers.Layer.Yahoo(
                "Yahoo Hybrid",
                {'type': YAHOO_MAP_HYB, 'sphericalMercator': true}
            );
map.addLayers([yahoohyb]);
nuBaseLayers++;
  break;
case 'mapnik':
            var osmarender = new OpenLayers.Layer.OSM(
                "OpenStreetMap (Tiles@Home)",
                "http://tah.openstreetmap.org/Tiles/tile/${z}/${x}/${y}.png"
            );
map.addLayers([osmarender]);
nuBaseLayers++;
  break;
case 'oam':
            var oam = new OpenLayers.Layer.XYZ(
                "OpenAerialMap",
                "http://tile.openaerialmap.org/tiles/1.0.0/openaerialmap-900913/${z}/${x}/${y}.png",
                {
                    sphericalMercator: true
                }
            );
map.addLayers([oam]);
nuBaseLayers++;
  break;
case 'osmarender':
            var osmarender = new OpenLayers.Layer.OSM(
                "OpenStreetMap (Tiles@Home)",
                "http://tah.openstreetmap.org/Tiles/tile/${z}/${x}/${y}.png"
            );
map.addLayers([osmarender]);
nuBaseLayers++;
  break;
default: 
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}}
singleTile=!tiled;
if(myA[arindex]['layername']!=null && myA[arindex]['layername']!=''){
           document.getElementById('selClickMode').disabled=false;
           document.getElementById('selDelLayers').disabled=false;
           document.getElementById('selRefLayers').disabled=false;
myLayers[layerIndx] = new OpenLayers.Layer.WMS(
            myA[arindex]['displayname']+extensionT, 
"http://geoproject.dyndns.org:8080/geoserver/wms",
                    { displayName:myA[arindex]['displayname']+extensionT,
                        layers: myA[arindex]['layername'],
transparent: "true",
                        styles: '',
                        srs:  'EPSG:4326',
                        format : 'image/png',
                        tiled: tiled,
opacity: 0.3
                    },
                    {buffer: 0,singleTile: singleTile, ratio: 1, 
                     visibility: true,mapHandle:'common',
                    'isBaseLayer': false,'wrapDateLine': true} 
            );
myLayers[layerIndx]['type']=myA[arindex]['geometryType'];
prox=myLayers[0];
if (layerIndx==0){
layerlist = myA[arindex]['layername'];
}
map.addLayers([myLayers[layerIndx]]);
setNewSelectOption(layerIndx, myA[arindex]['displayname'],myA[arindex]
['layername']);
//setNewDelOption(layerIndx, myA[arindex]['displayname'],myA[arindex]
['layername']);
layerIndx++;
}
188
}function setoptions(projection,displayProjecion,units,numZoomLev){
var options2 = {
    controls: [],
                projection: new OpenLayers.Projection(projection),
                displayProjection: new OpenLayers.Projection(displayProjecion),
                units: units,
                numZoomLevels: numZoomLev,
                maxResolution: 0.0339,
                maxExtent: new OpenLayers.Bounds(-20037508, -20037508,
                                                 20037508, 20037508.34)
            };
return  options2;
}
function anAjax(anhttp,adivid,atarget,anotherDivId)
{
if(adivid!=''){
//var theDiv= document.getElementById(adivid);
//theDiv.style.height = "514px";
//theDiv.style.overflow = "auto";
}
if (window.XMLHttpRequest)
  {
  // code for IE7+, Firefox, Chrome, Opera, Safari
  anhttp=new XMLHttpRequest();
  }
else
  {
  // code for IE6, IE5
  anhttp=new ActiveXObject("Microsoft.XMLHTTP");
  }
anhttp.onreadystatechange=function()
{
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if(anhttp.readyState==1 || anhttp.readyState==2  || anhttp.readyState==3){
document.getElementById(anotherDivId).style.display="block";
}
if(anhttp.readyState==4)
  {
//alert(anhttp.responseText);
document.getElementById(anotherDivId).style.display="none";
if(adivid!=''){
  
document.getElementById(adivid).innerHTML=anhttp.responseText;
}
  }
}
anhttp.open("GET",atarget,true);
anhttp.send(null);
}
function preAjax()
{
//document.getElementById('hisHidden').innerHTML="historyInsert.php?
text="+document.getElementById('histextarea').value;
tempVar=document.getElementById('histextarea').value;
tempVar2="historyInsert.php?text="+"κλ "+tempVar;
anAjax(hishttp,'responsetext2',tempVar2,'ld1');
}
function tdPreAjax()
{
tempVar=document.getElementById('histextarea').value;
tempVar2="todoInsert.php?text="+tempVar;
tempVar3=tempVar2+"&time="+document.getElementById('milestone').value;
anAjax(tdhttp,'responsetext2',tempVar3,'ld1');
}
function setNewSelectOption(value,text,layer){
var selElementGFI=document.getElementById('selClickMode');
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var newOptionGFI=document.createElement('option');
newOptionGFI.text=text;
newOptionGFI.value=value;
newOptionGFI.name=layer;
try {
    selElementGFI.add(newOptionGFI, null); // standards compliant; 
  }
  catch(ex) {
  selElementGFI.add(newOptionGFI); // IE only
  }
}
function en_dis_ableGFI(){
if(enabledGFI){
setInactiveGFI();
//alert('info destroy');
}else{
setActiveGFI();
//alert('info ');
}
}
function setActiveGFI(){ 
enabledGFI=true;
document.getElementById('gFIonoff').value='Απενεργοποίηση';
        info.activate();
//alert(selectionName);
}
function setInactiveGFI(){ 
enabledGFI=false;
document.getElementById('gFIonoff').value='Ενεργοποίηση';
info.deactivate();
}
function deleteLayer(){
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var selection=document.getElementById('selDelLayers').value;//Ανάγνωση Επιλογής
if(!selection){alert('Επιλέξτε κάτι');return;}
var layer = map.layers[selection] //Το layer του χάρτη με δείκτη  selection
indexRemoved=selection; //Δεν χρησιμοποιήθηκε
for (var i=0;i<myLayers.length;i++){ // Από όλα τα δημιουργηθέντα overlays
if(layer.name==myLayers[i].name){//αυτό με το ίδιο όνομα απεικόνισης
        myLayers[i].destroy(); //να διαγραφή
updateDeleteList(); //Να ενημερωθεί η λίστα διαγραφής
}
}
}
function refreshLayer(){
var selection=document.getElementById('selRefLayers').value;//Ανάγνωση Επιλογής
if(!selection){alert('Επιλέξτε κάτι');return;}
var layer = map.layers[selection] //Το layer του χάρτη με δείκτη  selection
        layer.refresh({force: true}); //να ενημερωθεί
}
function toggleFilterEditor(){
var temp=document.getElementById('filterEditor');
//alert(temp.style.display);
if (temp.style.display!="block"){
temp.style.display='block';
}
else{
temp.style.display='none';
}
}
 
function newQeryLayer(){
var selection=document.getElementById('selQueryLayer').value; //myA index
var cql_string=document.getElementById('filter').value;   //query string
var makeDisplayNameQ=myA[selection]['displayname']+layerIndx+' *q';//όνομα 
απεικόνισης
var qName=myA[selection]['layername'];//όνομα layer geoserver
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var qlayers='cite:'+qName; //με namespace
//δημιουργία αντιμένου Layer.WMS
myLayers[layerIndx] = new OpenLayers.Layer.WMS(
       makeDisplayNameQ, "http://geoproject.dyndns.org:8080/geoserver/wms",
  {                        
                        layers: qlayers,
transparent: "true",
                        styles: '',
cql_filter:cql_string,
                        format : 'image/png'
                    },
                    { singleTile: true,
mapHandle:'common',   
                     visibility: true, 
                    'isBaseLayer': false} 
                );
map.addLayers([myLayers[layerIndx]]); //προσθήκη στο χάρτη
updateDeleteList();
layerIndx++; //αυξάνουμε δείκτη για το επόμενο myLayers
}//----------------------------------------------------
// Επιλογή vector με κατηγορίες
//----------------------------------------------------
function reqCategories(){
var selectValC=document.getElementById('selCat').value;
if(!selectValC){alert('Επιλέξτε κάτι');return;}
var layerNameC=myA[parseInt(selectValC)]['layername'];
var displNameC=myA[parseInt(selectValC)]['displayname'];
var filterOn= document.getElementById('chCaFilter').checked;
if (filterOn){
var makeDisplayNameC=displNameC+' '+getFilterInitials()+' *a'; 
}else{
var makeDisplayNameC=displNameC+' *a'; 
}
var catIndex=layerIndx;
shapeCat[catIndex]= document.getElementById('selCatShapeL').value;
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strOpacCat[catIndex]= document.getElementById('sfStrokeOCat').value;
opacityCat[catIndex]= document.getElementById('sfFillOCat').value;
cat0Color[catIndex]= document.getElementById('cat0').value;
cat1Color[catIndex]= document.getElementById('cat1').value;
cat2Color[catIndex]= document.getElementById('cat2').value;
cat3Color[catIndex]= document.getElementById('cat3').value;
cat4Color[catIndex]= document.getElementById('cat4').value;
cat5Color[catIndex]= document.getElementById('cat5').value;
styleCat[layerIndx] = new OpenLayers.Style({
                    pointRadius: 4,
pointShape: shapeCat[catIndex],
                    fillColor: "${fColor}",
                    strokeColor: "${fColor}",
                    strokeWidth: 1,
                    fillOpacity: opacityCat[catIndex],
                    strokeOpacity: strOpacCat[catIndex]
                }, {
                    context: {
                        fColor: function(feature) {
switch(feature.attributes.category){
case '0':                          return cat0Color[catIndex];
break;
case '1':                            return cat1Color[catIndex];
break;
case '2':                            return cat2Color[catIndex];
break;
case '3':                            return cat3Color[catIndex];
break;
case '4':                            return cat4Color[catIndex];
break;
case '5':                            return cat5Color[catIndex];
break;
default:                            return cat0Color[catIndex];
}
                        }
                    }
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                });
myLayers[layerIndx] = new OpenLayers.Layer.Vector(makeDisplayNameC, {
        strategies: [new OpenLayers.Strategy.BBOX()], 
styleMap: styleCat[layerIndx],
mapHandle:'common', 
    protocol: new OpenLayers.Protocol.WFS({
              url:  "http://geoproject.dyndns.org:8080/geoserver/wfs",
              featureNS: 'http://www.opengeospatial.net/cite',
              featureType: layerNameC,   
  geometryName: "the_geom",
              srsName: themeProj,
              version: "1.1.0"
          })
    });
if (filterOn){
myLayers[layerIndx].filter=getFilter();
myLayers[layerIndx].maxfeatures= 1000;  
}
map.addLayers([myLayers[layerIndx]]);
myLayers[layerIndx].refresh({force: true});
layerIndx++;
updateDeleteList();
}
//----------------------------------------------------
//Αίτημα για δημιουργία οδηγού σχεδίασης φίλτρου στη περιοχή βοηθητικών λειτουργιών
//----------------------------------------------------
function reqFilter(idCheckBox,idSelect){
var filterOn= document.getElementById(idCheckBox).checked;
if (filterOn){
var choice=document.getElementById(idSelect).value;
if(!choice){alert('Επιλέξτε 
κάτι');document.getElementById(idCheckBox).checked=false;return;}
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sendToF='reqFilter.php?table='+myA[choice]['layername'];
anAjax(filhttp,'responsetext2',sendToF,'ld2');
} else {
document.getElementById('responsetext2').innerHTML='';
}
}
//----------------------------------------------------
//Δημιουργία πρόσθετου ονομασίας layer σε εφαρμογή φίλτρου WFS
//----------------------------------------------------
function getFilterInitials(){
var af11=document.getElementById('af11').value;
var af12=document.getElementById('af12').value;
var af13=document.getElementById('af13').value;
var af2=document.getElementById('af2').value;
var af21=document.getElementById('af21').value;
var af22=document.getElementById('af22').value;
var af23=document.getElementById('af23').value;
var temp=makeInitial(af11)+makeSymbol(af12)+af13;
if (af2!='AND' && af2!='OR') return temp;
temp=temp+makeSymbol(af2)+makeInitial(af21)+makeSymbol(af22)+af23;
return temp;
}
function makeSymbol(someIn){
switch(someIn){
case 'LESS_THAN':
return ' < ';
case 'GREATER_THAN':
return ' > ';
case 'LESS_THAN_OR_EQUAL_TO':
return ' <= ';
case 'GREATER_THAN_OR_EQUAL_TO':
return ' >= ';
case 'EQUAL_TO':
return ' = ';
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case 'NOT_EQUAL_TO':
return ' <> ';
case 'BETWEEN':
return ' >< ';
case 'LIKE':
return ' % ';
case 'AND':
return ' && ';
case 'OR':
return ' || ';
case 'WITHIN':
return ' $ ';
case 'DWITHIN':
return ' @ ';
case 'INTERSECTS':
return ' + ';
case 'CONTAINS':
return ' # ';
case ' ':
return ' ';
default :
return '???';
}
}
function makeInitial(someIn){
return someIn.substring(0,2);
}
function makeValue(someIn){
if (someIn=' ') return '';
}
//----------------------------------------------------
// Δημιουργία φίλτρου WFS
//----------------------------------------------------
function getFilter(){
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var af11=document.getElementById('af11').value;
var af12=document.getElementById('af12').value;
var af13=document.getElementById('af13').value;
var af2=document.getElementById('af2').value;
var af21=document.getElementById('af21').value;
var af22=document.getElementById('af22').value;
var af23=document.getElementById('af23').value;
if (af12=='EQUAL_TO' || af12=='NOT_EQUAL_TO' || af12=='LESS_THAN' || 
af12=='GREATER_THAN' || af12=='LESS_THAN_OR_EQUAL_TO' || 
af12=='GREATER_THAN_OR_EQUAL_TO' || af12=='BETWEEN' || af12=='LIKE'){
 var myFilter1 = new OpenLayers.Filter['Comparison']({
   type: OpenLayers.Filter.Comparison[af12],
       property: af11,
     value: af13
});
 } else if (af12=='WITHIN' || af12=='DWITHIN' || af12=='INTERSECTS' || 
af12=='CONTAINS'){
 var myFilter1 = new OpenLayers.Filter['Spatial']({
   type: OpenLayers.Filter.Spatial[af12],
       property: af11,
     value: af13
});
 } else { alert('Δεν αναγνωρίζεται ο τελεστής'); return;}
if (af22=='EQUAL_TO' || af22=='NOT_EQUAL_TO' || af22=='LESS_THAN' || 
af22=='GREATER_THAN' || af22=='LESS_THAN_OR_EQUAL_TO' || 
af22=='GREATER_THAN_OR_EQUAL_TO' || af22=='BETWEEN' || af22=='LIKE'){
 var myFilter2 = new OpenLayers.Filter['Comparison']({
   type: OpenLayers.Filter.Comparison[af22],
       property: af21,
     value: af23
});
 } else if (af22=='WITHIN' || af22=='DWITHIN' || af22=='INTERSECTS' || 
af22=='CONTAINS'){
 var myFilter2 = new OpenLayers.Filter['Spatial']({
   type: OpenLayers.Filter.Spatial[af22],
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       property: af21,
     value: af23
});
 } else { alert('Δεν αναγνωρίζεται ο τελεστής 2'); }
if (af2=='AND' || af2=='OR'){
var myFilter = new OpenLayers.Filter['Logical']({
   type: OpenLayers.Filter.Logical[af2],
       filters: [myFilter1,myFilter2]
});
return myFilter;
} else return myFilter1;
}
//----------------------------------------------------
// Επιλογή vector με Clusters 
//----------------------------------------------------
function reqCluster(){
var selectValC=document.getElementById('selCluster').value;
if(!selectValC){alert('Επιλέξτε κάτι');return;}
var layerNameC=myA[parseInt(selectValC)]['layername'];
var iconPath=myA[parseInt(selectValC)]['icon'];
var displNameC=myA[parseInt(selectValC)]['displayname'];
var filterOn= document.getElementById('chCFilter').checked;
if (filterOn){
var makeDisplayNameC=displNameC+' '+getFilterInitials()+' *c'; 
}else{
var makeDisplayNameC=displNameC+' *c'; 
}
var styles = new OpenLayers.Style({
                    pointRadius: "${radius}",
                    fillColor: "#ffcc66",
                    fillOpacity: 0.8,
                    strokeColor: "#cc6633",
                label : "${getLabel}",
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                    strokeWidth: "${width}",
                    strokeOpacity: 0.8
                }, {
                    context: {
                        width: function(feature) {
                            return (feature.cluster) ? 2 : 1;
                        },
                        radius: function(feature) {
                            var pix = 3;
                            if(feature.cluster) {
                                pix = Math.min(feature.attributes.count, 7) + 3;
                            }
                            return pix;
                        },
getLabel: function(feature){
if(feature.attributes.count>2){
return feature.attributes.count;
}else return '';
}
                    }
                });
strategyC= new OpenLayers.Strategy.Cluster();
strategyC.distance = 10;
strategyC.threshold = 2; 
myLayers[layerIndx] = new OpenLayers.Layer.Vector(makeDisplayNameC, {
        strategies: [new OpenLayers.Strategy.BBOX(), strategyC], 
styleMap: styles,
mapHandle:'common', 
    protocol: new OpenLayers.Protocol.WFS({
              url:  "http://geoproject.dyndns.org:8080/geoserver/wfs",
              featureNS: 'http://www.opengeospatial.net/cite',
              featureType: layerNameC,
  geometryName: "the_geom",
              srsName: themeProj,
              version: "1.1.0"
          })
    });
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if (filterOn){
myLayers[layerIndx].filter=getFilter();
myLayers[layerIndx].maxfeatures= 1000;  
}
map.addLayers([myLayers[layerIndx]]);
myLayers[layerIndx].refresh({force: true});
layerIndx++;
updateDeleteList();
}
//----------------------------------------------------
// Επιλογή vector με marker 
//----------------------------------------------------
function reqMarker(){
var selectValM=document.getElementById('selMarker').value;
if(!selectValM){alert('Επιλέξτε κάτι');return;}
var layerNameM=myA[parseInt(selectValM)]['layername'];
var iconPath=myA[parseInt(selectValM)]['icon'];
var displNameM=myA[parseInt(selectValM)]['displayname'];
var filterOn= document.getElementById('chMFilter').checked;
if (filterOn){
var makeDisplayNameM=displNameM+' '+getFilterInitials()+' *m'; 
}else{
var makeDisplayNameM=displNameM+' *m'; 
}
var markerOpacity= document.getElementById('chOpMarker').value;
var styleMap = new OpenLayers.StyleMap({
          "default": {
          externalGraphic: iconPath,
               graphicWidth: "${getSize}",
             graphicHeight: "${getSize}",
               graphicOpacity: markerOpacity,
               rotation: "${getAngle}",
                label : "${getName}",
labelOffsetX:20,
                fontColor: "black",
                fontWeight: "bold"
          }
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      });
    styleMap.styles["default"].context={getName: labelFunction, getAngle:angleFunction, 
getSize:sizeFunction}; 
myLayers[layerIndx] = new OpenLayers.Layer.Vector(makeDisplayNameM, {
        strategies: [new OpenLayers.Strategy.BBOX()], 
styleMap: styleMap,
mapHandle:'common', 
    protocol: new OpenLayers.Protocol.WFS({
              url:  "http://geoproject.dyndns.org:8080/geoserver/wfs",
              featureNS: 'http://www.opengeospatial.net/cite',
              featureType: layerNameM,   
  geometryName: "the_geom",
              srsName: themeProj,
              version: "1.1.0"
          })
    });
if (filterOn){
myLayers[layerIndx].filter=getFilter();
myLayers[layerIndx].maxfeatures= 1000;  
}
function labelFunction(feature){
      if (map.getZoom()>7){
        if (feature.attributes.label != undefined){
//alert(feature.attributes.label);
          return feature.attributes.label;
        }else{
          return '';
        }
      
      }else{return '';
  }
    } 
function angleFunction(feature){
      if (map.getZoom()>5){
        if (feature.attributes.angle != undefined){
202
          return feature.attributes.angle;
        }else{
          return 0;
        }
      }else{
return 0;
  }
    } 
 function sizeFunction(feature){
 //alert('xc');
      if (map.getZoom()>5){
        if (feature.attributes.size != undefined && feature.attributes.size != null){
//alert(feature.attributes.size);
          return feature.attributes.size;
        }else{
          return 30;
        }
  }else{
return 0;
  }
    } 
map.addLayers([myLayers[layerIndx]]);
myLayers[layerIndx].refresh({force: true});
layerIndx++;
updateDeleteList();
}
//----------------------------------------------------
// Επιλογή WFS layer 
//----------------------------------------------------
function reqWFS(){
// Το όνομα και παράμετροι του επιλεγμένου layer
var selectValF=document.getElementById('selWFS').value;
if(!selectValF){alert('Επιλέξτε κάτι');return;}
var layerNameF=myA[parseInt(selectValF)]['layername'];
var geoTypeF=myA[parseInt(selectValF)]['geometryType'];
203
var displNameF=myA[parseInt(selectValF)]['displayname'];
var isAutoUpdate=myA[parseInt(selectValF)]['autoUpdate'];
var filterOn= document.getElementById('chVFilter').checked;
if (filterOn){
var makeDisplayNameF=displNameF+' '+getFilterInitials()+' *f'; 
}else{
var makeDisplayNameF=displNameF+' *f'; 
}
// Διάβασμα παραμέτρων στυλ
var shape=document.getElementById('sfShape').value;
var radious=document.getElementById('sfRadious').value;
var strokeW=document.getElementById('sfStrokeW').value;
var strokeC=document.getElementById('sfStrokeC').value;
var fillC=document.getElementById('sfFillC').value;
var strokeO=document.getElementById('sfStrokeO').value;
var fillO=document.getElementById('sfFillO').value;
//Δημιουργία αντικειμένου StyleMap
var styles = new OpenLayers.StyleMap({ //Δημιουργία Style Map
          "default": new OpenLayers.Style(null, { // η default κατάσταση
     rules: [
      new OpenLayers.Rule({ // Δημιουργία κανόνα
                            symbolizer: { // με symbolizer
                                "Point": {
                                    pointRadius: parseInt(radious),
                                    graphicName: shape,
                                    fillColor: fillC,
                                    fillOpacity: parseFloat(fillO),
                                    strokeWidth: parseInt(strokeW),
                                    strokeOpacity: parseFloat(strokeO),
                                    strokeColor: strokeC
                                },
                                "Line": {
                                     strokeWidth: parseInt(strokeW),
                                    strokeOpacity: parseFloat(strokeO),
                                    strokeColor: strokeC
                                },
                                "Polygon": {
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                                    fillColor: fillC,
                                    fillOpacity: parseFloat(fillO),
                                    strokeWidth: parseInt(strokeW),
                                    strokeOpacity: parseFloat(strokeO),
                                    strokeColor: strokeC
                                }
                            }
                        })
                    ]
                }),
                "select": new OpenLayers.Style({ // η select κατάσταση, δεν χρησιμοποιείται 
στη περίπτωση
                  
                }),
                "temporary": new OpenLayers.Style(null, { // η temporary κατάσταση, δεν 
χρησιμοποιείται στη περίπτωση
                  
                })
            });
//Δημιουργία Vector layer (WFS αίτημα)
 myLayers[layerIndx] = new OpenLayers.Layer.Vector(makeDisplayNameF, {
        strategies: [new OpenLayers.Strategy.BBOX()], 
styleMap: styles,
mapHandle:'common',
    protocol: new OpenLayers.Protocol.WFS({
              url:  "http://geoproject.dyndns.org:8080/geoserver/wfs",
              featureNS: 'http://www.opengeospatial.net/cite',
              featureType: layerNameF,   
  geometryName: "the_geom",
              srsName: themeProj,
              version: "1.1.0",             
    commitReport: function(str) {
    OpenLayers.Console.log(str);
  }               
          })
    });
if (filterOn){
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myLayers[layerIndx].filter=getFilter();
myLayers[layerIndx].maxfeatures= 1000;  
}
map.addLayers([myLayers[layerIndx]]);
myLayers[layerIndx].refresh({force: true});
layerIndx++;
updateDeleteList();
}
//----------------------------------------------------
// Επιλογή τροποποίησης
// καταστροφή προηγούμενου layer τροποποίησης
// καταστροφή panel εργαλείων
//----------------------------------------------------
function destroyWFST(){
if(wfstOn){ //αν υπάρχει προβολή layer τροποπίησης
if (draw1) draw1.destroy();
if (draw2) draw2.destroy();
if (draw3) draw3.destroy();
save.destroy();
del.destroy();
modify.destroy();
snap.destroy();
split.destroy();
panel.destroy(); //και τα εργαλεία σχεδίασης
myLayers[layerIndx].destroy(); //να καταστραφεί
wfstOn=false; //δεν υπάρχει προβολή τροποποίησης
}
}
//----------------------------------------------------
// Επιλογή τροποποίησης
//----------------------------------------------------
function reqWFST(){ 
destroyWFST(); //έλεγχος προβολής τροποποίησης
// διάβασμα επιλογής από τη λίστα
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var selectVal=document.getElementById('selWFST').value;
if(!selectVal){alert('Επιλέξτε κάτι');return;}
var layerNameT=myA[parseInt(selectVal)]['layername']; //όνομα layer στον Geoserver
var geoTypeT=myA[parseInt(selectVal)]['geometryType'];//τύπος γεωμετρίας layer
var displNameT=myA[parseInt(selectVal)]['displayname'];//όνομα στο GUI
     //Δημιουργία στυλ 
var styles = new OpenLayers.StyleMap({
          "default": new OpenLayers.Style(null, {
               rules: [
                  new OpenLayers.Rule({
                      symbolizer: {
                         "Point": {
                                    pointRadius: 5,
                                    graphicName: "square",
                                    fillColor: "#ff6600",
                                    fillOpacity: 0.25,
                                    strokeWidth: 1,
                                    strokeOpacity: 1,
                                    strokeColor: "#333333"
                                },
                            "Line": {
                                    strokeWidth: 3,
                                    strokeOpacity: 1,
                                    strokeColor: "#666666"
                                }
                            }
                        })
                    ]
                }),
         "select": new OpenLayers.Style({
                    strokeColor: "#00ccff",
                    strokeWidth: 4
           }),
     "temporary": new OpenLayers.Style(null, {
            rules: [
         new OpenLayers.Rule({
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                  symbolizer: {
                        "Point": {
                           pointRadius: 5,
                              graphicName: "square",
                               fillColor: "white",
                            fillOpacity: 0.25,
                               strokeWidth: 1,
                              strokeOpacity: 1,
                              strokeColor: "#333333"
                            },
                        "Line": {
                              strokeWidth: 3,
                             strokeOpacity: 1,
                                strokeColor: "#00ccff"
                            }
              }
           })
    ]
   })
 });
var saveOptions = {
      onCommit: function(response) {
     if (response.success()) {
         var features=response.reqFeatures;
  showSuccessMsg();
}else showFailureMsg();
      }
};
  var saveStrategy = new OpenLayers.Strategy.Save(saveOptions);        
//saveStrategy.events.register("success", '', showSuccessMsg);
        //saveStrategy.events.register("failure", '', showFailureMsg);
    myLayers[layerIndx] = new OpenLayers.Layer.Vector("Τροποποίηση "+displNameT, 
{
    strategies: [new OpenLayers.Strategy.BBOX(), saveStrategy], 
styleMap: styles,
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    protocol: new OpenLayers.Protocol.WFS({
              url:  "http://geoproject.dyndns.org:8080/geoserver/wfs?strict=true",
              featureNS: 'http://www.opengeospatial.net/cite',
              featureType: layerNameT,   
  geometryName: "the_geom",
              srsName: themeProj,
              version: "1.1.0",    
            
    commitReport: function(str) {
    OpenLayers.Console.log(str);
  //alert(str);
  }                
              })
});        
//Δημιουργία event listeners πριν κατά μετά την τροποποίηση, με τη διαγραφή
myLayers[layerIndx].events.register("beforefeaturemodified",this, 
onLayerModificationStart);
        myLayers[layerIndx].events.register("featuremodified",this, onLayerModification);
        myLayers[layerIndx].events.register("afterfeaturemodified",this, onLayerModificationEnd);
        myLayers[layerIndx].events.register("beforefeatureremoved", this,onBeforeLayerRemoved);
map.addLayers([myLayers[layerIndx]]);
myLayers[layerIndx].refresh({force: true}); 
wfstOn=true;
snap = new OpenLayers.Control.Snapping({layer: myLayers[layerIndx]});
            map.addControl(snap);
           snap.activate();
            
      split = new OpenLayers.Control.Split({
    layer: myLayers[layerIndx],
       source: myLayers[layerIndx],
   tolerance: 0.0001,
      deferDelete: true,
          eventListeners: {
                    aftersplit: function(event) {
                  var msg = "Split resulted in " + event.features.length + " features.";
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                        flashFeatures(event.features);
//alert(msg);
                    }
           }
});
map.addControl(split);
split.activate();
 // add some editing tools to a panel
            panel = new OpenLayers.Control.Panel(
                {displayClass: 'customEditingToolbar'}
            );
            
           
            draw1 = new OpenLayers.Control.DrawFeature(
                myLayers[layerIndx], OpenLayers.Handler.Point,
                {
                    title: "Draw Feature",
                    handlerOptions: {freehand: false, multi: false},
                    displayClass: "olControlDrawFeaturePoint"
                }
            );        
draw1.events.register("activate", '', onDraw1Activated);//Δημιουργία event listener       
draw1.events.register("deactivate", '', onDraw1Deactivated);//Δημιουργία event listener
            draw2 = new OpenLayers.Control.DrawFeature(
                myLayers[layerIndx], OpenLayers.Handler.Path,
                {
                    title: "Draw Feature",
                    handlerOptions: {freehand: false, multi: false},
                    displayClass: "olControlDrawFeaturePoint"
                }
            );       
draw2.events.register("activate", '', onDraw1Activated);//Δημιουργία event listener       
draw2.events.register("deactivate", '', onDraw1Deactivated);//Δημιουργία event listener
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            draw3 = new OpenLayers.Control.DrawFeature(
                myLayers[layerIndx], OpenLayers.Handler.Polygon,
                {
                    title: "Draw Feature",
                    handlerOptions: {multi: false},
                    displayClass: "olControlDrawFeaturePoint"
                }
            );       
draw3.events.register("activate", '', onDraw1Activated);//Δημιουργία event listener       
draw3.events.register("deactivate", '', onDraw1Deactivated);//Δημιουργία event listener
            modify = new OpenLayers.Control.ModifyFeature(
                myLayers[layerIndx], 
{
displayClass: "olControlModifyFeature",
              onModificationStart: function(feature) {
var nameval='characteristics.php?feature='+feature.fid; 
anAjax(charhttp,'responsetext2',nameval,'ld2');
return; 
}
}
            );
            del = new DeleteFeature(myLayers[layerIndx], {title: "Delete Feature"});
save = new OpenLayers.Control.Button({
                title: "Save Changes",
                trigger: function() {
                    if(modify.feature) {
                        modify.selectControl.unselectAll();
                    }
                    saveStrategy.save();
                },
   
                displayClass: "olControlSaveFeatures"
            });
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 switch(geoTypeT){
case 'point':
panel.addControls([
                new OpenLayers.Control.Navigation(),
                save, del, modify, draw1
            ]);            
            panel.defaultControl = panel.controls[0];
            map.addControl(panel);
  break;
case 'linestring':
panel.addControls([
                new OpenLayers.Control.Navigation(),
                save, del, modify, draw2
            ]);            
            panel.defaultControl = panel.controls[0];
            map.addControl(panel);
  break;
case 'polygon':
panel.addControls([
                new OpenLayers.Control.Navigation(),
                save, del, modify, draw3
            ]);            
            panel.defaultControl = panel.controls[0];
            map.addControl(panel);
  break;
default:
}
}
function sendChar(){
var fields=document.getElementById('hiddenCat').value;
var brokenstring=fields.split(' '); 
var i=1;
var idMake='metaInp'+i;
var nameValue='';
try {
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while (document.getElementById(idMake).value!=null){ //όσο υπάρχουν 
στοιχεία
nameValue=nameValue+brokenstring[i-1]+'='+document.getElementById(idMake).value+'&';//alert(nam
eValue);
i++;
idMake='metaInp'+i; //επόμενο στοιχείο
}
} catch (error) { //Χρειάζεται γιατί μετά το τελευταίο στοιχείο δημιουργείται exception
}
nameValue=nameValue+'meta='+fields+'&table='+document.getElementById('hiddenTable').value+'&fea
tureId='+document.getElementById('hiddenId').value+'&pKey='+document.getElementById('hiddenKey'
).value+'&enc=αβγ';
sendTo='charInsert.php?'+nameValue;
anAjax(cihttp,'responsetext2',sendTo,'ld2');
  document.getElementById('responsetext2').innerHTML='Περιμένετε...';
}
function onDraw1Activated(){
}
function onDraw1Deactivated(){
}
function onLayerModificationStart(){
}
function onLayerModificationEnd(){
}
function onLayerModification(){
}
function onBeforeLayerRemoved(){
}
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  function showSuccessMsg(){
myLayers[layerIndx].refresh({force: true});
    alert("επιτυχής υποβoλή στον Geoserver");
};
function showFailureMsg(){
myLayers[layerIndx].refresh({force: true});
    alert("ο Geoserver επέστρεψε σφάλμα ενημέρωσης");
};
function flashFeatures(features, index) {
  if(!index) {
                index = 0;
   }
  var current = features[index];
  if(current && current.layer === myLayers[layerIndx]) {
 myLayers[layerIndx].drawFeature(features[index], "select");
  }
  var prev = features[index-1];
  if(prev && prev.layer === myLayers[layerIndx]) {
                myLayers[layerIndx].drawFeature(prev, "default");
       }
            ++index;
 if(index <= features.length) {
                window.setTimeout(function() {flashFeatures(features, index)}, 100);
 }
}
//----------------------------------------------------
// Αυτόματη ενημέρωση
//----------------------------------------------------
function reqAWFS(){
if(!reqAWFSon){
var temp=document.getElementById("selAWFS").value //διαβάζει αριθμό 
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επιλεγμένου layerselectValselectVal
if(!temp){alert('Επιλέξτε κάτι');return;}
if (!temp) return;
var temp2=evalMapLayerFromIndex(temp);
if (temp2==-1) return;
reqAWFSon=true; //on-off λειτουργία
reqAWFSexe(temp2); //καλεί την ενημέρωση για το layer
} else{
reqAWFSon=false; //on-off λειτουργία
}
}
function reqAWFSexe(layer){ //επαναλαμβανόμενη συνάρτηση
if(!layer) {
reqAWFSon=false;
alert('Δεν έχει επιλεγεί layer');
return;
}
if (reqAWFSon){
try {
 layer.refresh({force: true}); //ανανέωση layer
}
catch (ex) {
reqAWFSon=false;
return;
}
 var 
locint=parseInt( document.getElementById("intervalAWFS").value);//διάβασμα διαστήματος
 if (locint<1){
 locint=1;
 }
 locint *= 1000; //μετατροπή σε msec
layerAW=layer;
 setTimeout("reqAWFSexe(layerAW)",locint); //επανάκληση της 
συνάρτησης μετά από locint msec
 }
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}function reqSimulation()
{
var simhttp;
anAjax(simhttp,'responsetext2','sim_loc.php','ld2');
  if (reqAWFSon){
  setTimeout("reqSimulation()",2000);
  }
}
function reqWeather()
{
//διαβάζει αριθμό επιλεγμένου layer
var selectValM=document.getElementById('selMarker').value;
var displNameM=myA[parseInt(selectValM)]['displayname'];
makeDisplayNameM=displNameM+' *m';
var weahttp;
anAjax(weahttp,'','html_dom_parser.php','ld3');
if (evalMapIndexFromName(makeDisplayNameM)==-1) return;
// Η evalMapIndexFromName(makeDisplayNameM) επιστρέφει τον δείκτη του layer χάρτη
  setTimeout("myLayers[evalMapIndexFromName(makeDisplayNameM)].refresh({force: 
true})",10000);  
}
function evalMapIndexFromName(lName){
// υπολογίζει τον δείκτη του layer στον χάρτη, απο το display name
//alert(lName);
var j=0;
for(var i=0;i<(map.getNumLayers());i++){//φέρνουμε όλα τα layers του χάρτη
var layer = map.layers[i]
if (layer.options['mapHandle']=='common'){//από αυτά μόνο τα overlays
if(lName==layer.name){ //αν συμφωνούν τα display name
return j;
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}j++;
}
}
return -1;
}
function evalMapLayerFromIndex(lIndx){
// υπολογίζει τον δείκτη του layer στον χάρτη, απο το display name
var j=0;
for(var i=0;i<(map.getNumLayers());i++){//φέρνουμε όλα τα layers του χάρτη
var layer = map.layers[i]
if (layer.options['mapHandle']=='common'){//από αυτά μόνο τα overlays
if(j==lIndx){ //αν συμφωνούν τα display name
return layer;
}
j++;
}
}
return -1;
}
//----------------------------------------------------
// Συμπλήρωση λίστας τροποποίησης , wfs, query
//-----------------------------------------------------
function fillSelFQT(theme){
document.getElementById('selQueryLayer').options.length = 0; //καθαρισμός λίστας
document.getElementById('selWFST').options.length = 0;
document.getElementById('selWFS').options.length = 0;
document.getElementById('selMarker').options.length = 0;
document.getElementById('selCluster').options.length = 0;
document.getElementById('selCat').options.length = 0;
var layersNu = myA.length; //μήκος myA
var selElementWFS=document.getElementById('selWFS'); //επιλογή στοιχείου 
selection
var selElementQSel=document.getElementById('selQueryLayer');
for(var i=1;i<layersNu;i++){ // διατρέχει τα στοιχεία του myA
if(myA[i]['geometryType']!=null && typeof(myA[i]['geometryType']) != 
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"undefined" && myA[i]['geometryType']!='' && myA[i]['geometryType']!=undefined && myA[i]
['theme']==theme){ //τα overlays της θεματικής ενότητας
var newOptionQ=document.createElement('option'); //δημιουργία 
στοιχείου option
var newOptionF=document.createElement('option'); //δημιουργία 
στοιχείου option
newOptionQ.text=myA[i]['displayname'];
newOptionF.text=myA[i]['displayname'];
newOptionQ.value=i;
newOptionF.value=i;
newOptionQ.name=myA[i]['layername'];
newOptionF.name=myA[i]['layername'];
updateWFSTList(i);
//προσθήκη νέου option 
try {
    selElementWFS.add(newOptionF, null); 
    selElementQSel.add(newOptionQ, null); // standards 
compliant; doesn't work in IE
  }
  catch(ex) { // IE only
  selElementWFS.add(newOptionF); 
  selElementQSel.add(newOptionQ);
  }
if (myA[i]['icon']!=null && myA[i]['icon']!=''){
var 
selElementMarker=document.getElementById('selMarker');
var newOptionM=document.createElement('option');
//δημιουργία στοιχείου option
newOptionM.text=myA[i]['displayname'];
newOptionM.value=i;
newOptionM.name=myA[i]['layername'];
try {
    selElementMarker.add(newOptionM, null); 
  }
  catch(ex) { 
  selElementMarker.add(newOptionM);
  }
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}if (myA[i]['cluster']=='t'){
var 
selElementCluster=document.getElementById('selCluster');
var newOptionC=document.createElement('option');
//δημιουργία στοιχείου option
newOptionC.text=myA[i]['displayname'];
newOptionC.value=i;
newOptionC.name=myA[i]['layername'];
try {
    selElementCluster.add(newOptionC, null); 
  }
  catch(ex) { 
  selElementCluster.add(newOptionC);
  }
}
if (myA[i]['categories']=='t'){
var selElementCat=document.getElementById('selCat');
var newOptionC=document.createElement('option');
//δημιουργία στοιχείου option
newOptionC.text=myA[i]['displayname'];
newOptionC.value=i;
newOptionC.name=myA[i]['layername'];
try {
    selElementCat.add(newOptionC, null); 
  }
  catch(ex) { 
  selElementCat.add(newOptionC);
  }
}
}
}
}
function updateWFSTList(iT){
if (myA[iT]['editable']=='t'){ //αν έχει χαρακτηρισμό autoUpdate
var selElementWFST=document.getElementById('selWFST');
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var newOptionWFST=document.createElement('option');
newOptionWFST.text=myA[iT]['displayname'];
newOptionWFST.value=iT;
newOptionWFST.name=myA[iT]['layername'];
try {
    selElementWFST.add(newOptionWFST, null); // standards compliant; 
doesn't work in IE
  }
  catch(ex) {
  selElementWFST.add(newOptionWFST); // IE only
  }
}
}
//----------------------------------------------------
// Συμπλήρωση λίστας διαγραφής , συνεχούς ενημέρωσης
//----------------------------------------------------
function updateDeleteList(){
var foundIndx;
//μηδενίζουμε τις λίστες
document.getElementById('selDelLayers').options.length = 0; 
document.getElementById('selAWFS').options.length = 0;
document.getElementById('selRefLayers').options.length = 0;
var j=0;
for(var i=0;i<(map.getNumLayers());i++){//φέρνουμε όλα τα layers του χάρτη
var layer = map.layers[i]
if (layer.options['mapHandle']=='common'){//από αυτά μόνο τα overlays
var selElementDel=document.getElementById('selDelLayers'); //λίστα 
διαγραφής
var newOptionDel=document.createElement('option');
newOptionDel.text=layer.name;
newOptionDel.value=i;
try {
    selElementDel.add(newOptionDel, null); 
  }
  catch(ex) {
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  selElementDel.add(newOptionDel); // IE only
  }
var extension=layer.name.substr(layer.name.length-3);//3 τελευταίοι 
χαρακτήρες
if(extension==' *f'||extension==' *c'||extension==' *a'||extension==' 
*m'){ //αν είναι vector layer
var 
selElementRef=document.getElementById('selRefLayers'); //λίστα διαγραφής
var 
newOptionRef=document.createElement('option');
newOptionRef.text=layer.name;
newOptionRef.value=i;
try {
    selElementRef.add(newOptionRef, null); // 
standards compliant; doesn't work in IE
  }
  catch(ex) {
  selElementRef.add(newOptionRef); // IE 
only
  }
for (var k=1;k<myA.length;k++){ 
//βρίσκουμε τον myA δείκτη από το όνομα
if(myA[k]
['displayname']==layer.name.substr(0,layer.name.length-3)){
 if (myA[k]['autoUpdate']=='t'){
//αν έχει χαρακτηρισμό autoUpdate
var 
selElementAWFS=document.getElementById('selAWFS'); //λίστα συνεχούς ενημέρωσης
var 
newOptionAWFS=document.createElement('option');
newOptionAWFS.text=layer.name;
newOptionAWFS.value=j;
newOptionAWFS.name=layer.name;
//προσθήκη στοιχείου
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try {
    
selElementAWFS.add(newOptionAWFS, null); 
  }
  catch(ex) {
  
selElementAWFS.add(newOptionAWFS); // IE only
  }
} 
  
}
}
}
j++;
}
}
}
function manipMenu(){
    for (var i = 1; i < arguments.length; ++i) {
document.getElementById(arguments[i]).style.display="none";
//alert(arguments[i]);
    }
    
document.getElementById(arguments[0]).style.display="block";
//alert(arguments[0]);
}
function mOptionCat(){
uncheckFilter();
//clickMode=0;
destroyWFST();
manipMenu('menuCategoriesContent','menuRefContent','menuClusterContent','menuGFIContent','menuT
reeContent','menuWFSContent','menuQueryContent','menuWFSTContent','menuMarkerContent','menuUt
ilContent','menuUpdateContent','menuDelContent');
}
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function mOptionCluster(){
uncheckFilter();
//clickMode=0;
destroyWFST();
manipMenu('menuClusterContent','menuRefContent','menuGFIContent','menuTreeContent','menuWFSC
ontent','menuQueryContent','menuWFSTContent','menuMarkerContent','menuUtilContent','menuUpdate
Content','menuCategoriesContent','menuDelContent');
}
function mOptionGFI(){
uncheckFilter();
//clickMode=0;
destroyWFST();
manipMenu('menuGFIContent','menuRefContent','menuTreeContent','menuWFSContent','menuQueryCo
ntent','menuWFSTContent','menuMarkerContent','menuUtilContent','menuUpdateContent','menuDelCont
ent','menuCategoriesContent','menuClusterContent');
}
function mOptionTree(){
uncheckFilter();
destroyWFST();
clickMode=100;
manipMenu('menuTreeContent','menuRefContent','menuWFSContent','menuQueryContent','menuWFST
Content','menuMarkerContent','menuUtilContent','menuUpdateContent','menuDelContent','menuGFICont
ent','menuCategoriesContent','menuClusterContent');
//setActiveGFI();
}
function mOptionDelete(){
uncheckFilter();
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destroyWFST();
clickMode=100;
manipMenu('menuDelContent','menuRefContent','menuTreeContent','menuWFSContent','menuQueryCon
tent','menuWFSTContent','menuMarkerContent','menuUtilContent','menuUpdateContent','menuGFIConte
nt','menuCategoriesContent','menuClusterContent');
}
function mOptionRefresh(){
uncheckFilter();
destroyWFST();
clickMode=100;
manipMenu('menuRefContent','menuDelContent','menuTreeContent','menuWFSContent','menuQueryCon
tent','menuWFSTContent','menuMarkerContent','menuUtilContent','menuUpdateContent','menuGFIConte
nt','menuCategoriesContent','menuClusterContent');
}
function mOptionQuery(){
uncheckFilter();
destroyWFST();
clickMode=100;
manipMenu('menuQueryContent','menuRefContent','menuTreeContent','menuWFSContent','menuWFST
Content','menuMarkerContent','menuUtilContent','menuUpdateContent','menuDelContent','menuGFICont
ent','menuCategoriesContent','menuClusterContent');
}
function mOptionWFS(){
uncheckFilter();
destroyWFST();
clickMode=100;
manipMenu('menuWFSContent','menuRefContent','menuTreeContent','menuQueryContent','menuWFST
Content','menuMarkerContent','menuUtilContent','menuUpdateContent','menuDelContent','menuGFICont
ent','menuCategoriesContent','menuClusterContent');
}
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function mOptionMarker(){
uncheckFilter();
destroyWFST();
clickMode=100;
manipMenu('menuMarkerContent','menuRefContent','menuWFSContent','menuTreeContent','menuQuery
Content','menuWFSTContent','menuUtilContent','menuUpdateContent','menuDelContent','menuGFICont
ent','menuCategoriesContent','menuClusterContent');
}
function mOptionWFST(){
uncheckFilter();
clickMode=100;
//setInactiveGFI();
manipMenu('menuWFSTContent','menuRefContent','menuTreeContent','menuWFSContent','menuQuery
Content','menuMarkerContent','menuUtilContent','menuUpdateContent','menuDelContent','menuGFICont
ent','menuCategoriesContent','menuClusterContent');
}
function mOptionAWFS(){
uncheckFilter();
destroyWFST();
clickMode=100;
manipMenu('menuUpdateContent','menuRefContent','menuTreeContent','menuWFSContent','menuQuery
Content','menuWFSTContent','menuMarkerContent','menuUtilContent','menuDelContent','menuGFICont
ent','menuCategoriesContent','menuClusterContent');
}
function mOptionOther(){
uncheckFilter();
destroyWFST();
clickMode=100;
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manipMenu('menuUtilContent','menuRefContent','menuTreeContent','menuWFSContent','menuQueryCo
ntent','menuWFSTContent','menuMarkerContent','menuUpdateContent','menuDelContent','menuGFICont
ent','menuCategoriesContent','menuClusterContent');
}
function uncheckFilter(){
   document.getElementById('responsetext2').innerHTML='';
document.getElementById('chVFilter').checked = false;
document.getElementById('chMFilter').checked = false;
document.getElementById('chCFilter').checked = false;
document.getElementById('chCaFilter').checked = false;
}
function test1()
{
for(var i=0;i<(map.getNumLayers());i++){
var layer = map.layers[i]
//for(var j=0;j<layerIdx;j++){
//if (myLayers[j]['layerName']==layer.name){
//if (layer.options['mapHandle']=='common'){
//}}
//alert(layer.name +' '+ layer.options['mapHandle']);
}
}
</script>
<!-- ooooooooooooooooooooooooooooooooooooooooooooooooooooo
Globals
oooooooooooooooooooooooooooooooooooooooooooooooooooooooo-->
<script type="text/javascript"> 
        var map; var setHTML; var prox; var myLayers=[];var layerIndx = 0; var 
clickMode=10000;var themeName;
var hishttp; var tdhttp; var thLon; var thLan; var myZoom; var 
indexRemoved=10000;var saveStrategy;
 var reqAWFSon=false;var nuBaseLayers=0;var wfstOn=false;var enabledGFI=false;var 
mouseLoc;var charhttp; var cihttp;var filhttp;
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var zoomLevelsGlobal;var tlhttp;
var shapeCat=[]; var strOpacCat=[]; var opacityCat=[]; var cat0Color=[]; var 
cat1Color=[]; var cat2Color=[]; var cat3Color=[];
var cat4Color=[]; var cat5Color=[]; var styleCat=[];
        var DeleteFeature = OpenLayers.Class(OpenLayers.Control, {
            initialize: function(layer, options) {
                OpenLayers.Control.prototype.initialize.apply(this, [options]);
                this.layer = layer;
                this.handler = new OpenLayers.Handler.Feature(
                    this, layer, {click: this.clickFeature}
                );
            },
            clickFeature: function(feature) {
                // if feature doesn't have a fid, destroy it
                if(feature.fid == undefined) {
                    this.layer.destroyFeatures([feature]);
                } else {
                    feature.state = OpenLayers.State.DELETE;
                    this.layer.events.triggerEvent("afterfeaturemodified", 
                                                   {feature: feature});
                    feature.renderIntent = "select";
                    this.layer.drawFeature(feature);
                }
            },
            setMap: function(map) {
                this.handler.setMap(map);
                OpenLayers.Control.prototype.setMap.apply(this, arguments);
            },
            CLASS_NAME: "OpenLayers.Control.DeleteFeature"
        });
 OpenLayers.ProxyHost= "/cgi-bin/proxy.py?url=";
        // increase reload attempts 
        OpenLayers.IMAGE_RELOAD_ATTEMPTS = 5;
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//OpenLayers.DOTS_PER_INCH = 25.4 / 0.28;
 
<!-- ooooooooooooooooooooooooooooooooooooooooooooooooooo
Αρχικοποίηση - καλείται μετά το φότωμα της σελίδας 
oooooooooooooooooooooooooooooooooooooooooooooooooooooooooooooooo -->
        function init(){ 
//Δημιουργία δένδρου και παράμετροι 
myTree = new Bs_Tree(); //Ένα όνομα για το δένδρο
  myTree.useCheckboxSystem      = true;
  myTree.checkboxSystemWalkTree = 3; //αριθμός καταστάσεων check boxes
 myTree.initByArray(a); //η ονομασία της array μεταβλητής
  myTree.drawInto('treeDiv1'); // id στοιχείου όπου θα σχεδιαστεί το 
δέντρο
             var options = {
 controls: [],
                projection: new OpenLayers.Projection("EPSG:900913"),
                units: "degrees",
                maxResolution: 0.0339,
                displayProjection: new OpenLayers.Projection("EPSG:4326")
            }; 
            map = new OpenLayers.Map('map', options);// Δημιουργία αντικειμένου χάρτη
            var osmarender = new OpenLayers.Layer.OSM(
                "OpenStreetMap (Tiles@Home)",
                "http://tah.openstreetmap.org/Tiles/tile/${z}/${x}/${y}.png"
            );
            map.addLayers([osmarender]);
                // build up all controls   
panZoomBar=  new OpenLayers.Control.PanZoomBar(); 
navigation=new OpenLayers.Control.Navigation();
scaleC=new OpenLayers.Control.Scale($('scale'));
mousePosition=new OpenLayers.Control.MousePosition({element: $
('location')});
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//permalink=new OpenLayers.Control.Permalink();      
            map.addControl(panZoomBar);
            map.addControl(navigation); 
            map.addControl(scaleC);
            map.addControl(mousePosition);
//map.addControl(permalink);
  
var proj = new OpenLayers.Projection("EPSG:4326");
  var point = new OpenLayers.LonLat(0, 0);
  map.setCenter(point.transform(proj, map.getProjectionObject()),1);
                    
           document.getElementById('selClickMode').style.display='none';
    document.getElementById('responsetext2').innerHTML = 'Για αρχή επιλέξτε στο δένδρο κάποιο/α 
layer και πατήστε "Δημιουργία Χάρτη". Θα δημιουργηθεί ο χάρτης της Θεματικής ενότητας με τα 
επιλεγμένα layers. Μπορείτε να συνεχίσετε να προσθέτετε/αφαιρείτε layers (raster ή vector) από τις 
υπόλοιπες επιλογές του menu.';            
        }
</script>
</head>
<body onload="init()">
<center>
<div id="container">
<div id="top"> </div>
<div id="left"> <p>&nbsp;</p>
<fieldset>
<div class="basic" style="float:left;"  id="list1b">
<!--   ooooooooooooo    
 Στοιχείο ακορντεον  Επιλογή θεματικής ενότητας  
 οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionTree();">Επιλογή θεματικής ενότητας</a>
<div id="menuTreeContent">
<p>
<div id="tree_all">
<div id="treeDiv1" 
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style="clear:both;"></div>
<input type="button"  value="Δημιουργία 
χάρτη" onclick="createWMS();" style="margin:5px 0 0 10px;"/> &nbsp;<input type="image" 
src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?topic=mapCreate','ld3')" 
style="width:18px;height:18px"/>
<hr  class="menu"/>
<b style="color:#555555;font-
family:Verdana;font-size:11px;">Προσθήκη layer.</b><br/><br/>
<input type="checkbox" name="" 
id="chTiled"  style="margin-left:15px;"/> tiled&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=tiled','ld2')" 
style="width:18px;height:18px"/><br />
<input type="button" name="newLayer" 
value="Προσθήκη" onclick="createWMS('true');" style="margin:5px 0 0 10px;"/>&nbsp;<input 
type="image" src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?
topic=mapAdd','ld3')" style="width:18px;height:18px"/> <br/><br/>
</div>
</p>
</div>
<!--   ooooooooooooo     Στοιχείο ακορντεον  Διαγραφή  layers   οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionDelete();">Διαγραφή layers</a>
<div id="menuDelContent">
<p>
  <select id="selDelLayers"  class="selMenu" 
name="mDelLayers"  disabled="disabled" size="5">
  <option>Δεν υπάρχουν layers</option>
  <option>γιά 
διαγραφή/ενημέρωση</option>
  </select>
<input type="button" name="newLayer" 
value="Διαγραφή" onclick="deleteLayer();" style="clear:both;margin:5px 0 0 10px"/> &nbsp;<input 
type="image" src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?
topic=delete','ld3')" style="width:18px;height:18px"/>
  <br /> 
</p>
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</div>
<!--   ooooooooooooo    
 Στοιχείο ακορντεον  Στοιχεία  layers   
οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionGFI()">Στοιχεία layers</a>
<div id="menuGFIContent">
<p>
  <select id="selClickMode"  class="selMenu" 
name="mCliclMode"  disabled="disabled" onchange="setActiveGFI()" size="5">
  <option>Πέπει πρώτα να δημιουργήσετε</
option>
  <option>χάρτη με layers</option>
  </select>
<input id="gFIonoff"  type="button" name="" 
value="Ενεργοποίηση" onclick="en_dis_ableGFI();" style="clear:both;margin:5px 0 0 
10px"/>&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=gfi','ld2')" style="width:18px;height:18px"/> 
  <br /> 
</p>
</div>
<!--   ooooooooooooo     
Στοιχείο ακορντεον  Ερωτήματα   
οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionQuery();">Ερωτήματα</a>
<div id="menuQueryContent">
<p><b style="color:#555555;font-family:Verdana;font-
size:11px;">1. Επιλέξτε layer.</b><br/><br/>
  <select id="selQueryLayer"  class="selMenu" 
name="mSelQL" size="5" >
   </select> 
</p>
<hr  class="menu"/>
<p> <b style=color:#555555;font-family:Verdana;font-
size:11px;">2α. Σύνταξη κειμένου ερωτήματος</b>
<input type="button" name="newLayer" 
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value="Συντάκτης on/off" onclick="toggleFilterEditor();" style="clear:both;margin:5px 0 0 10px"/> 
&nbsp;<input type="image" src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?
topic=query2','ld3')" style="width:18px;height:18px"/>
</p>
<hr  class="menu"/>
<p> <b style=color:#555555;font-family:Verdana;font-
size:11px;">2β. Βιβλιοθήκη ερωτημάτων</b>
<input type="button" name="newLayer" 
value="Ενημέρωση" onclick="" style="clear:both;margin:5px 0 0 10px"/> &nbsp;<input type="image" 
src="images/help2.gif" onclick="anAjax(qlhttp,'responsetext2','qLib.php?topic=query3','ld3')" 
style="width:18px;height:18px"/>
</p>
</div>
<!--   ooooooooooooo     
Στοιχείο ακορντεον  Εισαγωγή WFS layers   
οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionWFS();">Εισαγωγή WFS layers</a>
<div id="menuWFSContent">
<p><b style="color:#555555;font-family:Verdana;font-
size:11px;">1. Επιλέξτε layer.</b><br/><br/>
  <select id="selWFS"  class="selMenu" 
name="mSelWFS" size="5">
   </select> <br/>
<input type="checkbox" name="" 
id="chVFilter"  onclick="reqFilter('chVFilter','selWFS');" style="margin-left:15px;"/> Χρήση 
φίλτρου&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=filterC','ld2')" style="width:18px;height:18px"/>
</p>
<hr  class="menu"/>
<p><b style="color:#555555;font-family:Verdana;font-
size:11px;">2. Παράμετροι.</b> &nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=wfs2','ld3')" style="width:18px;height:18px"/>
<ul id="selWFS"  class="selMenu" name="mSelWFS" size="5" style="list-style: 
none;">
<li>Σχήμα: <select id="sfShape"  class="selMenu" name="mSelShape" 
size="1" style="width:90px;">
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<option value="square" selected="selected">τετράγωνο</option>
<option value="circle" >κύκλος</option>
<option value="triangle" >τρίγωνο</option>
<option value="star" >αστέρι</option>
<option value="cross" >σταυρός</option>
<option value="x" >x</option>
   </select> 
</li>
<li>Ακτίνα: <input id="sfRadious"  class="selMenu" type="text" value="5" 
style="width:20px;text-align:right;"/>px.</li>
<li>Πάχος γρ.: <input id="sfStrokeW"  class="selMenu" type="text" 
value="1"  style="width:20px;text-align:right;"/>px.</li>
<li>Χρώμα γρ.: <select id="sfStrokeC"  class="selMenu" name="mSelShape" 
size="1" style="width:70px;">
<option value="red" selected="selected">κόκκινο</option>
<option value="green" >πράσινο</option>
<option value="blue" >μπλέ</option>
<option value="yellow" >κίτρινο</option>
<option value="#ffcc66" >πορτοκαλί</option>
<option value="#cc9933" >cc9933</option>
<option value="white" >λευκό</option>
<option value="black" >μαύρο</option>
   </select> 
</li>
<li>Χρώμα (fill): <select id="sfFillC"  class="selMenu" 
name="mSelShape" size="1" style="width:65px;">
<option value="red" selected="selected">κόκκινο</option>
<option value="green" >πράσινο</option>
<option value="blue" >μπλέ</option>
<option value="yellow" >κίτρινο</option>
<option value="#ffcc66" >πορτοκαλί</option>
<option value="#cc9933" >cc9933</option>
<option value="white" >λευκό</option>
<option value="black" >μαύρο</option>
   </select> 
</li>
<li>Διαφάνεια γρ.: <input id="sfStrokeO" 
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class="selMenu" type="text" value="0.5"  style="width:20px;text-align:right;"/>
</li>
<li>Διαφάνεια (fill): <input id="sfFillO" 
class="selMenu" type="text" value="0.4"  style="width:20px;text-align:right;"/>
</li>
   </ul> 
</p>
<hr  class="menu"/>
<p> <b style=color:#555555;font-family:Verdana;font-
size:11px;">3. Αίτημα layer</b>
<input type="button" name="newWFS" 
value="Αίτημα layer" onclick="reqWFS();" style="clear:both;margin:5px 0 0 10px"/> &nbsp;<input 
type="image" src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?topic=wfs3','ld3')" 
style="width:18px;height:18px"/>
</p>
</div>
<!--   ooooooooooooo     
Στοιχείο ακορντεον  vector με markers   
οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionMarker();">Vector με εικονίδια</a>
<div id="menuMarkerContent">
<p><b style="color:#555555;font-family:Verdana;font-
size:11px;">1. Επιλέξτε layer.</b><br/><br/>
  <select id="selMarker"  class="selMenu" 
name="mSelMarker" size="5">
   </select> <br/>
<input type="checkbox" name="" 
id="chMFilter"  onclick="reqFilter('chMFilter','selMarker');" style="margin-left:15px;"/> Χρήση 
φίλτρου&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=filterC','ld2')" 
style="width:18px;height:18px"/><br /><br />
<input type="text" name="" 
id="chOpMarker"  value="0.8"  style="width:20px;text-align:right;"/> Διαφάνεια <input type="image" 
src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?topic=markerOp','ld2')" 
style="width:18px;height:18px"/><br />
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<input type="button" name="newMarker" 
value="Αίτημα layer" onclick="reqMarker();" style="clear:both;margin:5px 0 0 10px"/> &nbsp;<input 
type="image" src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?
topic=marker1','ld3')" style="width:18px;height:18px"/>
</p>
<hr  class="menu"/>
<p> <b style=color:#555555;font-family:Verdana;font-
size:11px;">2. Ενημέρωση καιρού</b>
<input type="button" value="Ενημέρωση καιρού" 
onclick="reqWeather();" style="clear:both;margin:5px 0 0 0px"/>&nbsp;<input type="image" 
src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?topic=marker2','ld3')" 
style="width:18px;height:18px"/> 
</p>
</div>
<!--   ooooooooooooo     
Στοιχείο ακορντεον  vector με clusters   
οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionCluster();">Vector με clusters</a>
<div id="menuClusterContent">
<p><b style="color:#555555;font-family:Verdana;font-
size:11px;">1. Επιλέξτε layer.</b><br/><br/>
  <select id="selCluster"  class="selMenu" 
name="mSelCluster" size="5">
   </select> <br/>
<input type="checkbox" name="" 
id="chCFilter"  onclick="reqFilter('chCFilter','selCluster');" style="margin-left:15px;"/> Χρήση 
φίλτρου&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=filterC','ld2')" 
style="width:18px;height:18px"/><br />
<input type="button" name="newCluster" 
value="Αίτημα layer" onclick="reqCluster();" style="clear:both;margin:5px 0 0 10px"/> &nbsp;<input 
type="image" src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?
topic=clusters','ld3')" style="width:18px;height:18px"/> 
</p>
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</div>
<!--   ooooooooooooo     
Στοιχείο ακορντεον  vector με κατηγορίες   
οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionCat();">Vector με κατηγορίες</a> 
<div id="menuCategoriesContent">
<p><b style="color:#555555;font-family:Verdana;font-
size:11px;">1. Επιλέξτε layer.</b>&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=cat1','ld3')" style="width:18px;height:18px"/><br/
><br/>
  <select id="selCat"  class="selMenu" 
name="mSelCa" size="5">
   </select><br/>
<input type="checkbox" name="" 
id="chCaFilter"  onclick="reqFilter('chCaFilter','selCat');" style="margin-left:15px;"/> Χρήση 
φίλτρου&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=filterC','ld2')" style="width:18px;height:18px"/> 
</p>
<hr  class="menu"/>
<p> <b style=color:#555555;font-family:Verdana;font-
size:11px;">2. Κατηγορίες</b>&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=cat2','ld3')" style="width:18px;height:18px"/>
<ul id="selCatShape"  class="selMenu" 
name="mSelCatShape" size="5" style="list-style: none;">
<li style="margin-top:2px">Σχήμα: <select 
id="selCatShapeL"  class="selMenu" name="mSelCatShapeL" size="1" style="width:90px;">
<option value="square" 
selected="selected">τετράγωνο</option>
<option value="circle" >κύκλος</option>
<option value="triangle" >τρίγωνο</option>
<option value="star" >αστέρι</option>
<option value="cross" >σταυρός</option>
<option value="x" >x</option>
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   </select> 
</li>
<li>Διαφάνεια γρ.: <input id="sfStrokeOCat"  class="selMenu" 
type="text" value="0.5"  style="width:20px;text-align:right;margin-top:2px"/>
</li>
<li>Διαφάνεια (fill): <input id="sfFillOCat"    class="selMenu" 
type="text" value="0.4"  style="width:20px;text-align:right;margin-top:2px"/>
</li>
<li style="margin-top:4px">Κατηγορίες</li> 
<li style="margin-top:3px">0: <select id="cat0"  class="selMenu" 
name="" size="1" style="width:65px;">
<option value="red" selected="selected">κόκκινο</option>
<option value="green" >πράσινο</option>
<option value="blue" >μπλέ</option>
<option value="yellow" >κίτρινο</option>
<option value="#ffcc66" >πορτοκαλί</option>
<option value="white" >λευκό</option>
<option value="black" >μαύρο</option>
   </select> 
</li>
<li style="margin-top:2px">1: <select id="cat1"  class="selMenu" 
name="" size="1" style="width:65px;">
<option value="red" selected="selected">κόκκινο</option>
<option value="green" >πράσινο</option>
<option value="blue" >μπλέ</option>
<option value="yellow" >κίτρινο</option>
<option value="#ffcc66" >πορτοκαλί</option>
<option value="white" >λευκό</option>
<option value="black" >μαύρο</option>
   </select> 
</li>
<li style="margin-top:2px">1: <select id="cat1"  class="selMenu" 
name="" size="1" style="width:65px;">
<option value="red" selected="selected">κόκκινο</option>
<option value="green" >πράσινο</option>
<option value="blue" >μπλέ</option>
<option value="yellow" >κίτρινο</option>
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<option value="#ffcc66" >πορτοκαλί</option>
<option value="white" >λευκό</option>
<option value="black" >μαύρο</option>
   </select> 
</li>
<li style="margin-top:2px">1: <select id="cat1"  class="selMenu" 
name="" size="1" style="width:65px;">
<option value="red" selected="selected">κόκκινο</option>
<option value="green" >πράσινο</option>
<option value="blue" >μπλέ</option>
<option value="yellow" >κίτρινο</option>
<option value="#ffcc66" >πορτοκαλί</option>
<option value="white" >λευκό</option>
<option value="black" >μαύρο</option>
   </select> 
</li>
<li style="margin-top:2px">1: <select id="cat1"  class="selMenu" 
name="" size="1" style="width:65px;">
<option value="red" selected="selected">κόκκινο</option>
<option value="green" >πράσινο</option>
<option value="blue" >μπλέ</option>
<option value="yellow" >κίτρινο</option>
<option value="#ffcc66" >πορτοκαλί</option>
<option value="white" >λευκό</option>
<option value="black" >μαύρο</option>
   </select> 
</li>
<li style="margin-top:2px">1: <select id="cat1"  class="selMenu" 
name="" size="1" style="width:65px;">
<option value="red" selected="selected">κόκκινο</option>
<option value="green" >πράσινο</option>
<option value="blue" >μπλέ</option>
<option value="yellow" >κίτρινο</option>
<option value="#ffcc66" >πορτοκαλί</option>
<option value="white" >λευκό</option>
<option value="black" >μαύρο</option>
   </select> 
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</li>
</ul>
<hr  class="menu"/>
</p>
<p> <b style=color:#555555;font-family:Verdana;font-size:11px;">3. 
Δημιουργία</b>
<input type="button" value="Δημιουργία" onclick="reqCategories();" 
style="clear:both;margin:5px 0 0 10px"/>&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=cat3','ld3')" style="width:18px;height:18px"/> 
</p>
</div>
<!--   ooooooooooooo     
Στοιχείο ακορντεον  Τροποποίηση layers   
οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionWFST();">Τροποποίηση layers</a>
<div id="menuWFSTContent">
<p><b style="color:#555555;font-family:Verdana;font-size:11px;">1. 
Επιλέξτε layer.</b>&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=wfst1','ld3')" 
style="width:18px;height:18px"/><br/><br/>
<select id="selWFST"  class="selMenu" name="mSelWFST" size="5">
   </select> 
</p>
<hr  class="menu"/>
<p> <b style=color:#555555;font-family:Verdana;font-size:11px;">2. Προβολή 
τροποποίησης</b>
<input type="button" name="newWFST" value="Τροποποίηση" 
onclick="reqWFST();" style="clear:both;margin:5px 0 0 10px"/>&nbsp;<input type="image" 
src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?topic=wfst2','ld3')" 
style="width:18px;height:18px"/>  
</p>
</div>
<!--   ooooooooooooo     
Στοιχείο ακορντεον  Ενημέρωση WFS layers   
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οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionRefresh();">Ενημέρωση layers WFS</a>
<div id="menuRefContent">
<p>
<select id="selRefLayers"  class="selMenu" name="mRefLayers" 
disabled="disabled" size="5">
<option>Δεν υπάρχουν layers</option>
<option>γιά ενημέρωση</option>
</select>
<input type="button" name="refresh" value="Ενημέρωση" 
onclick="refreshLayer();" style="clear:both;margin:5px 0 0 10px"/> &nbsp;<input type="image" 
src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?topic=refresh','ld3')" 
style="width:18px;height:18px"/>
<br /> 
</p>
</div>
<!--   ooooooooooooo     
Στοιχείο ακορντεον  Συνεχής ενημέρωση WFS   
οοοοοοοοοοοοοοοοοοο    -->
<a onclick="mOptionAWFS();">Συνεχής ενημέρωση WFS</a>
<div id="menuUpdateContent">
<p><b style="color:#555555;font-family:Verdana;font-
size:11px;">1. Επιλέξτε layer.</b>&nbsp;<input type="image" src="images/help2.gif" 
onclick="anAjax(tlhttp,'responsetext2','help.php?topic=autoUpd1','ld3')" style="width:18px;height:18px"/
><br/><br/>
  <select id="selAWFS"  class="selMenu" 
name="mSelAWFS" size="5">
   </select> 
</p>
<hr  class="menu"/>
<p> <b style=color:#555555;font-family:Verdana;font-
size:11px;">2. Διάστημα ενημέρωσης</b>
<input id="intervalAWFS" class="selMenu" 
type="text" value="10"  style="width:20px;text-align:right;"/>
<input type="button" name="newAWFS" 
value="Εφαρμογή on/off" onclick="reqAWFS();" style="clear:both;margin:5px 0 0 10px"/>&nbsp;<input 
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type="image" src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?
topic=autoUpd2','ld3')" style="width:18px;height:18px"/>
</p>
<p> <b style=color:#555555;font-family:Verdana;font-
size:11px;">3. Προσομοίωση </b>
<input type="button" value="Προσομοίωση" 
onclick="reqSimulation();" style="clear:both;margin:5px 0 0 10px"/>&nbsp;<input type="image" 
src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?topic=autoUpd3','ld3')" 
style="width:18px;height:18px"/> 
<span><div class="loading"></div> </span>
</p>
</div>
<!--++++++++++++++++++++++++++++++++++++++++++++++++++++ -->
<a onclick="mOptionOther();">Διάφορα ...</a>
<div id="menuUtilContent">
<p>
<a  class="new" 
onclick="anAjax(hishttp,'responsetext2','historyShow.php','ld1')"> Ιστορικό εφαρμογής </a>
</p>
<p>
<a  class="new" 
onclick="anAjax(hishttp,'responsetext2','historyTools.php','ld1')"> Σύνταξη ιστορικού </a>
</p>
<p>
<a  class="new" 
onclick="anAjax(hishttp,'responsetext2','todoShow.php','ld1')"> Λίστα καθηκόντων</a>
</p>
<p>
<a  class="new" 
onclick="anAjax(hishttp,'responsetext2','todoTools.php','ld1')"> Σύνταξη λίστας</a>
</p>
</div>
</div>
</fieldset>
<br/>
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<h3 style="clear:both; margin-top:0;"></h3>
<h3 style="clear:both; margin-top:0;"></h3>
<h3 style="clear:both; margin-top:0;"><a href='gcf2Exit.php'> Έξοδος</a></h3>
</div>
<div id="right">
<h2 class="text_line">&nbsp;</h2>
  <div id="filterEditor" >   
<!--             
  <select id="filterType">
                        <option value="cql">CQL</option>
                        <option value="ogc">OGC</option>
                        <option value="fid">FeatureID</option>
                    </select>
-->   
                    <input type="text" size="80" id="filter"/>                    
<img id="updateFilterButton" 
src="http://geoproject.dyndns.org:8080/geoserver/openlayers/img/east-mini.png" 
onClick="newQeryLayer()" title="Εφαρμογή φίλτρου"/>&nbsp;<input type="image" 
src="images/help2.gif" onclick="anAjax(tlhttp,'responsetext2','help.php?topic=query','ld3')" 
style="width:18px;height:18px"/>
<!--
                    <img id="resetFilterButton" 
src="http://geoproject.dyndns.org:8080/geoserver/openlayers/img/cancel.png" onClick="resetFilter()" 
title="Reset filter"/>
 -->
</div>
<h2 class="text_line"></h2>
  <div id="space"></div> 
    <div id="map" class="smallmap"></div>
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<div id="maptext" style="text-align:left;">
<div id="loaders">
<div id="ld1" ></div><div id="ld2"></div><div id="ld3"></div></div>
<div id="responsetext2" > </div>
</div>
<div class="customEditingToolbar"></div>
<h2 class="text_line">&nbsp;</h2>
            <div id="location">location</div>
            <div id="scale">scale </div>
            <div id="measure"> </div>
       
<h2 class="text_line">&nbsp;</h2>
</div>
</center>
</body>
</html>
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3.2 Κώδικας για την ενημέρωση στοιχείων καιρού
<?php //html_dom_parser.php
include ('postgre.inc');
$url[0]  =  "http://penteli.meteo.gr/stations/kastoria/";  $stName[0]=iconv('utf-8',  'cp1253',  
'Καστοριά');
$url[1] = "http://penteli.meteo.gr/stations/dion/"; $stName[1]=iconv('utf-8', 'cp1253', 'Δίον');
$url[2] = "http://penteli.meteo.gr/stations/drama/"; $stName[2]=iconv('utf-8', 'cp1253', 'Δράμα');
$url[3]  =  "http://penteli.meteo.gr/stations/florina/";  $stName[3]=iconv('utf-8',  'cp1253',  
'Φλώρινα');
$url[4]  =  "http://penteli.meteo.gr/stations/giannitsa/";  $stName[4]=iconv('utf-8',  'cp1253',  
'Γιανιτσα');
$url[5]  =  "http://penteli.meteo.gr/stations/grevena/";   $stName[5]=iconv('utf-8',  'cp1253',  
'Γρεβενά');
$url[6] = "http://penteli.meteo.gr/stations/kilkis/";  $stName[6]=iconv('utf-8', 'cp1253', 'Κιλκίς');
$url[7]  =  "http://penteli.meteo.gr/stations/polygyros/";   $stName[7]=iconv('utf-8',  'cp1253',  
'Πολύγυρος');
$url[8]  =  "http://penteli.meteo.gr/stations/ptolemaida/";   $stName[8]=iconv('utf-8',  'cp1253',  
'Πτολεμαίδα');
$url[9]  =  "http://penteli.meteo.gr/stations/Veroia/";   $stName[9]=iconv('utf-8',  'cp1253',  
'Βέροια');
for($i=0;$i<sizeof($url);$i++){
$html = file_get_contents($url[$i]);
    
    $dom = new domDocument;
    $dom->loadHTML($html);
    $dom->preserveWhiteSpace = false;
    $tables = $dom->getElementsByTagName('table');
    $rows = $tables->item(0)->getElementsByTagName('tr');
    foreach ($rows as $row)
    {
        $cols = $row->getElementsByTagName('td');
if  (strpos($cols->item(0)->nodeValue,'Wind')&&!strpos($cols->item(0)-
>nodeValue,'Gust')){
if($pos=strpos($cols->item(1)->nodeValue,'km/h')){
echo $i.'<br />';
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        echo $cols->item(0)->nodeValue.'<br />';
        echo $cols->item(1)->nodeValue.'<br />';
$pieces=explode(" ",substr($cols->item(1)->nodeValue,0,$pos));
$wtf=strpos($pieces[0],'.');
       $windSpeed= substr($pieces[0],$wtf-2,$wtf+1);
   $windDirection=substr($cols->item(1)->nodeValue,strpos($cols->item(1)->nodeValue,'at  ')
+3);
   echo $windSpeed.' '.$windDirection;
   echo 'ooo '.$stName[$i];
        echo '<hr />';
$sql="UPDATE  weatherpoint  SET  speed='".$windSpeed."',  orientation='".
$windDirection."' WHERE name='".$stName[$i]."';";
$result= my_query($sql);
if (!$result) {
  echo "An error occured.\n";
}
    }}}
}
?>
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3.3 Κώδικας για την προσομοίωση, sim_loc.php
<?php //sim_loc.php
$db=pg_pconnect("host=localhost port=5432 dbname=test1 user=postgres password=postgre") 
or die(pg_errormessage($db));
$sql='SELECT id, AsText(the_geom) FROM POINTTABLE ORDER BY id';
$result = pg_query($db, $sql);
if (!$result) {
  echo "An error occured.\n";
  die;
}
$nu_rows=pg_num_rows($result);
while ($row = pg_fetch_row($result)) {
//επιστρέφει $row[1] π.χ. POINT(25.323421871 35.0617936869)
$rest = substr($row[1], 6);
$rest = substr($rest, 0 ,-1);
$pieces = explode(" ", $rest);
$x=(float)$pieces[0]+rand(-3,3)/100;  //τυχαία μετατόπιση 0 έως +-3/100 της μοίρας
$y=(float)$pieces[1]+rand(-3,3)/100; //τυχαία μετατόπιση 0 έως +-3/100 της μοίρας
  $sql='UPDATE  pointtable  SET  the_geom=GeomFromText(\'POINT('.(string)$x.'  '.(string)
$y.')\',4326) WHERE id='.$row[0];
 pg_query($db, $sql);   
}
?>
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3.4  Κώδικας για την εμφάνιση Ιστορικού – λίστας 
Καθηκόντων
<?php //historyShow.php
session_start();
include ('postgre.inc');
echo '<h5><u>Ιστορικό εφαρμογής</u></h5>';
$sql="select about, abid, time from about order by abid desc";
$result= my_query($sql);
for($i=0;$i<pg_num_rows($result);$i++){
$arr = pg_fetch_array($result, $i, PGSQL_NUM);
echo '<h5>'.$arr[2].'</h5><p>'.$arr[1].': '.$arr[0].'</p>';
}
?>
<?php //todoShow.php
session_start();
include ('postgre.inc');
echo '<h5><u>Λίστα καθηκόντων</u></h5>';
$sql="select about, tdid, milestone, finished from todo order by milestone ";
$result= my_query($sql);
for($i=0;$i<pg_num_rows($result);$i++){
$arr = pg_fetch_array($result, $i, PGSQL_NUM);
echo '<h5>'.$arr[2].'</h5>';
if ($arr[3]=='t'){
echo '<p>'.$arr[1].': <s>'.$arr[0].'</s></p>';
}
else {
echo '<p>'.$arr[1].': '.$arr[0].'</p>';}
}
?>
247
3.5 Κώδικας για την καταχώριση Ιστορικού – Λίστας 
καθηκόντων
<?php //historyInsert.php
session_start();
$userID = $_SESSION['name'];
include ('postgre.inc');
$sql="INSERT INTO about(
            about, author)
    VALUES ('".$_GET[text]."', '".$userID."'); ";
$result= my_query($sql);
if (!$result) {
  echo "An error occured.\n";
 die;
}
else {
  echo 'Επιτυχής αποθήκευση <br/>  
<textarea id="histextarea" cols=37 rows=10></textarea>
<input type="button"  value="Υποβολή" onclick="preAjax()" style="clear:both;margin:5px 0 0 
80px;"/> 
  ';
}
?>
<?php //todoInsert.php
session_start();
$userID = $_SESSION['name'];
include ('postgre.inc');
$date=strtotime($_GET[time]);
$sql="INSERT INTO todo(
            about, author,milestone)
    VALUES ('".$_GET[text]."', '".$userID."', '".$_GET[time]."'); ";
$result= my_query($sql);
if (!$result) {
  echo "Σφάλμα εγγραφής.\n";
 die;
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}else {
  echo 'Επιτυχής αποθήκευση <br/>
    ';
include ('todoTools.php');
}
?>
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3.6  Κώδικας για την εμφάνιση φόρμας καταχώρισης 
Ιστορικού – Λίστας καθηκόντων
<?php //historyTools.php
echo '
<textarea id="histextarea" cols=37 rows=10></textarea>
<input type="hidden" id="hisHidden"/>
<input type="button"  value="Υποβoλή" onclick="preAjax()" style="clear:both;margin:5px 0 0 
80px;"/> 
';
?>
<?php //todoTools.php
echo '
<textarea id="histextarea" cols=37 rows=10></textarea>
<input type="text" id="milestone"/>
<input type="button"  value="Υποβoλή" onclick="tdPreAjax()" style="clear:both;margin:5px 0  
0 15px;"/> 
';
?>
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3.7 Κώδικας για την εμφάνιση πεδίων στοιχείου, για 
τροποποίηση 
<?php //characteristics.php
session_start();
$userID = $_SESSION['name'];
// Αν η σελίδα ζητήθηκε χωρίς εγγραφή
if ($userID==null){
die;
}
$text=explode(".",$_GET[feature]);
$dbconn  =  pg_connect("host=localhost  port=5432  dbname=test1  user=postgres  
password=postgre") or die("Could not connect");
$featureId=$text[1];
$table=$text[0];
$meta = pg_meta_data($dbconn, $table);
if (is_array($meta)) {
      //echo '<pre>';
      //var_dump($meta);
      //echo '</pre>';
$i=0;
  $str='';
//echo '<h5>'.key($meta).'</h5>';
while ($field = current($meta)) {
   if ($i==0){
//echo '<h1>'.key($meta).' '.$field['type'].'</h1>';
echo '<h1>'.$_GET[feature].'</h1>';
$field0=key($meta);
} else{
if ($field['type']!='geometry'){
//echo '<h5>'.key($meta).' '.$field['type'].'</h5>';
$sql="select  ".key($meta)."  from  ".$table."  where  ".
$field0."=".$featureId."";
//echo $sql;
$result = pg_query($dbconn, $sql);
$arr = pg_fetch_array($result, 0, PGSQL_NUM);
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echo '<h5>'.key($meta).': ('.$field['type'].')<br/>';
if ($field['type']=='varchar'){
echo  '<input  id="metaInp'.$i.'"  
name="'.key($meta).'"  class="metaClass"  type="text"  value="'.$arr[0].'"   style="width:200px;text-
align:left;"/></h5>'; }
else if ($field['type']=='text'){
echo '<textarea id="metaInp'.$i.'" cols=37 rows=2 
style="text-align:left;">'.$arr[0].'</textarea></h5>';
}
else {
echo  '<input  id="metaInp'.$i.'"  
name="'.key($meta).'"  class="metaClass"  type="text"  value="'.$arr[0].'"   style="width:100px;text-
align:right;"/></h5>';
}
if ($i==1) $str=key($meta);
else $str=$str.' '.key($meta);
}else $i--;
}
$i++;
    next($meta);
}
echo '<br/><input id="hiddenCat" type="hidden" value="'.$str.'" />
<input id="hiddenTable" type="hidden"  value="'.$table.'"/>
<input id="hiddenId" type="hidden" value="'.$featureId.'"/>
<input id="hiddenKey" type="hidden" value="'.$field0.'"/>
<br/>
<input  type="button"  value="Υποβολή"  onclick="sendChar();"  
style="clear:both;margin:5px 0 0 10px"/>';
  }
?> 
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3.8 Κώδικας για την ενημέρωση χαρακτηριστικών στοιχείου
<?php //charInsert.php
session_start();
include ('postgre.inc');
$userID = $_SESSION['name'];
if ($userID==null){ die; } // Αν η σελίδα ζητήθηκε χωρίς εγγραφή
$characteristic=explode(' ',$_GET[meta]);
$table=$_GET[table];
$enc=$_GET[enc];
$condition=$_GET[pKey]."=".$_GET[featureId];
$i=0;
foreach ($characteristic as $v) {
if ($enc=='αβγ') $temp=$_GET[$v];
else  $temp=iconv('cp1253', 'utf-8', $_GET[$v]);//echo '2';
$toSet=$toSet.$v."='".$temp."', ";
$i++; }
$toSet = substr($toSet, 0, -2);  
$sql="UPDATE ".$table."  SET ".$toSet." WHERE ".$condition.";";
$result= my_query($sql);
echo 'ok ';              ?> 
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3.9 Κώδικας για την βοήθεια, help.php
<?php //help.php
session_start();
include ('postgre.inc');
$userID = $_SESSION['name'];
$ip=$_SERVER['REMOTE_ADDR'];
$topic = $_GET[topic];
$sql="INSERT INTO visitor(ip, versionnu, usern) VALUES ('$ip', '$topic', '$userID');";
$result= my_query($sql);
$sql="Select * from help where topic='$topic' order by prio;";
$result= my_query($sql);
echo '<h5>Βοήθεια</h5>';
for($i=0;$i<pg_num_rows($result);$i++){
$arr = pg_fetch_array($result, $i, PGSQL_NUM);
echo '<p>'.iconv('cp1253', 'utf-8', $arr[2]).'</p>';
}
?>
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3.10 Κώδικας για σύνταξη OGC φίλτρων
<?php
session_start();
$userID = $_SESSION['name'];
// Αν η σελίδα ζητήθηκε χωρίς εγγραφή
if ($userID==null){ die;}
$options='<option>EQUAL_TO</option>
<option>NOT_EQUAL_TO</option>
<option>LESS_THAN</option>
<option>GREATER_THAN</option>
<option>LESS_THAN_OR_EQUAL_TO</option>
<option>GREATER_THAN_OR_EQUAL_TO</option>
<option>BETWEEN</option>
<option>LIKE</option>';
$table=$_GET[table];
$dbconn  =  pg_connect("host=localhost  port=5432  dbname=gcf2  user=postgres  
password=postgre") or die("Could not connect");
$meta = pg_meta_data($dbconn, $table);
if (is_array($meta)) {
echo '<h1>Φίλτρο για '.$table.'</h1> <select id="af11">';
while ($field = current($meta)) {
echo '<option>'.key($meta).'</option>';
next($meta);
}
echo ' </select> <br/><br/>
<select id="af12">'.$options.'</select><br/><br/>
<input id="af13" type="text" value=" "/><br/><br/>
<h1>Χρήση 2ου Φίλτρου (προαιρ.) </h1><select id="af2">
<option selected>&nbsp;</option>
<option>AND</option>
<option>OR</option></select><br/><br/>';
$meta = pg_meta_data($dbconn, $table);
echo '<h1>Φίλτρο 2 για '.$table.'</h1><select id="af21">';
while ($field = current($meta)) {
echo '<option>'.key($meta).'</option>';
next($meta);
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}echo ' </select> <br/><br/>
<select id="af22">'.$options.'</select><br/><br/>
<input type="text" value=" " id="af23"/><br/>';
}
?>
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4 Παράδειγμα δημιουργίας παραμέτρων 
δέντρου για τον χρήστη uname1
var a = new Array;              //array για τα στοιχεία του δένδρου BlueShoes
var myA= new Array;             //array για συμπληρωματικές πληροφορίες
        
        a[0] = new Array;            //γιά κάθε στοιχείο δένδρου(θεματική ενότητα) νέο array όπου 
        a[0]['caption']          = "Δάσος";     //δίνουμε ονομασία
        a[0]['target']           = "_blank";
        a[0]['isOpen']           = true;                                //είναι ανοιχτό - φαίνονται οι κλάδοι
        a[0]['isChecked']        = 0;                           // δεν είναι επιλεγμένο
        myA[1] = new Array;       //Δημιουργώ καινούργιο array για τις παραμέτρους του θέματος
        myA[1]['epsg'] = "EPSG:900913";         //epsg κωδικός
        myA[1]['depsg'] = "EPSG:4326";          //display epsg
        myA[1]['zoomlev'] = "18";       //επίπεδα zoom
        myA[1]['zoomval'] = "6";        //αρχικό επίπεδο zoom
        myA[1]['cLon'] = "23.5";                //αρχικό longditude θέματος
        myA[1]['cLan'] = "38.5";                //αρχικό lantidtude θέματος
        myA[1]['geometryType'] = null;
        myA[1]['theme'] ="Δάσος";               //ονομασία
        myA[1]['displayname'] = null;
        a[0]['children']         = new Array    
                a[0]['children'][0] = new Array;
                a[0]['children'][0]['caption']          = "Βασικά layers"; //ονομασία
                a[0]['children'][0]['target']           = "_blank";
                a[0]['children'][0]['isOpen']           = false;                        //κλειστό
                a[0]['children'][0]['isChecked']        = 0;
                myA[2] = new Array;        //εξακολουθούμε να ενημερώνουμε τα στοιχεία του myA
                myA[2]['theme'] ="Δάσος";
                myA[2]['geometryType'] = null;
                myA[2]['displayname'] = null;
                        a[0]['children'][0]['children']         = new Array
                a[0]['children'][0]['children'][0] = new Array;
                a[0]['children'][0]['children'][0]['caption'] = "Google hybrid";
                a[0]['children'][0]['children'][0]['target'] = "_blank";
                a[0]['children'][0]['children'][0]['isOpen'] = false;
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                a[0]['children'][0]['children'][0]['isChecked'] = 0;
                myA[3] = new Array;
                myA[3]['layername'] = "";
                myA[3]['baselayer'] = "ghyb";
                myA[3]['layerns'] = "";
                myA[3]['displayname'] = "Google hybrid";
                myA[3]['geometryType'] = "";
                myA[3]['theme'] = "Δάσος";
                myA[3]['autoUpdate'] = "f";
                                        
                a[0]['children'][0]['children'][1] = new Array;
                a[0]['children'][0]['children'][1]['caption'] = "Yahoo street";
                a[0]['children'][0]['children'][1]['target'] = "_blank";
                a[0]['children'][0]['children'][1]['isOpen'] = false;
                a[0]['children'][0]['children'][1]['isChecked'] = 0;
                myA[4] = new Array;
                myA[4]['layername'] = "";
                myA[4]['baselayer'] = "yahoo";
                myA[4]['layerns'] = "";
                myA[4]['displayname'] = "Yahoo street";
                myA[4]['geometryType'] = "";
                myA[4]['theme'] = "Δάσος";
                myA[4]['autoUpdate'] = "f";
             ........ .........                
             ........ .........                              
                a[0]['children'][1] = new Array;
                a[0]['children'][1]['caption']          = "Διαφάνειες Σημεία"; //ονομασία
                a[0]['children'][1]['target']           = "_blank";
                a[0]['children'][1]['isOpen']           = false;                        //κλειστό
                a[0]['children'][1]['isChecked']        = 0;
                myA[14] = new Array;             //εξακολουθούμε να ενημερώνουμε τα στοιχεία του myA
                myA[14]['theme'] ="Δάσος";
                myA[14]['geometryType'] = null;
                myA[14]['displayname'] = null;
                        a[0]['children'][1]['children']         = new Array
                a[0]['children'][1]['children'][0] = new Array;
                a[0]['children'][1]['children'][0]['caption'] = "Υδροληψίες";
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                a[0]['children'][1]['children'][0]['target'] = "_blank";
                a[0]['children'][1]['children'][0]['isOpen'] = false;
                a[0]['children'][1]['children'][0]['isChecked'] = 0;
                myA[15] = new Array;
                myA[15]['layername'] = "waterpoint";
                myA[15]['baselayer'] = "";
                myA[15]['layerns'] = "topp";
                myA[15]['displayname'] = "Υδροληψίες";
                myA[15]['geometryType'] = "point";
                myA[15]['theme'] = "Δάσος";
                myA[15]['autoUpdate'] = "f";
             ........ .........
             ........ .........
                                                
                a[0]['children'][2] = new Array;
                a[0]['children'][2]['caption']          = "Διαφάνειες Γραμμές"; //ονομασία
                a[0]['children'][2]['target']           = "_blank";
                a[0]['children'][2]['isOpen']           = false;                        //κλειστό
                a[0]['children'][2]['isChecked']        = 0;
                myA[20] = new Array;            //εξακολουθούμε να ενημερώνουμε τα στοιχεία του myA
                myA[20]['theme'] ="Δάσος";
                myA[20]['geometryType'] = null;
                myA[20]['displayname'] = null;
                        a[0]['children'][2]['children']         = new Array
                a[0]['children'][2]['children'][0] = new Array;
                a[0]['children'][2]['children'][0]['caption'] = "jgjg";
                a[0]['children'][2]['children'][0]['target'] = "_blank";
                a[0]['children'][2]['children'][0]['isOpen'] = false;
                a[0]['children'][2]['children'][0]['isChecked'] = 0;
                myA[21] = new Array;
                myA[21]['layername'] = "linetable";
                myA[21]['baselayer'] = "";
                myA[21]['layerns'] = "topp";
                myA[21]['displayname'] = "jgjg";
                myA[21]['geometryType'] = "linestring";
                myA[21]['theme'] = "Δάσος";
                myA[21]['autoUpdate'] = "f";
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                a[0]['children'][3] = new Array;
                a[0]['children'][3]['caption']          = "Διαφάνειες Πολύγωνα"; //ονομασία
                a[0]['children'][3]['target']           = "_blank";
                a[0]['children'][3]['isOpen']           = false;                        //κλειστό
                a[0]['children'][3]['isChecked']        = 0;
                myA[22] = new Array;         //εξακολουθούμε να ενημερώνουμε τα στοιχεία του myA
                myA[22]['theme'] ="Δάσος";
                myA[22]['geometryType'] = null;
                myA[22]['displayname'] = null;
                        a[0]['children'][3]['children']         = new Array
                a[0]['children'][3]['children'][0] = new Array;
                a[0]['children'][3]['children'][0]['caption'] = "Δασοκάλυψη";
                a[0]['children'][3]['children'][0]['target'] = "_blank";
                a[0]['children'][3]['children'][0]['isOpen'] = false;
                a[0]['children'][3]['children'][0]['isChecked'] = 0;
                myA[23] = new Array;
                myA[23]['layername'] = "forestpoly";
                myA[23]['baselayer'] = "";
                myA[23]['layerns'] = "topp";
                myA[23]['displayname'] = "Δασοκάλυψη";
                myA[23]['geometryType'] = "polygon";
                myA[23]['theme'] = "Δάσος";
                myA[23]['autoUpdate'] = "f";
             ........ .........
             ........ .........
                myA[26]['theme'] ="Tasmania";
                myA[26]['geometryType'] = null;
                myA[26]['displayname'] = null;
                        a[1]['children'][0]['children']         = new Array
                a[1]['children'][0]['children'][0] = new Array;
                a[1]['children'][0]['children'][0]['caption'] = "lakes";
                a[1]['children'][0]['children'][0]['target'] = "_blank";
                a[1]['children'][0]['children'][0]['isOpen'] = false;
                a[1]['children'][0]['children'][0]['isChecked'] = 0;
                myA[27] = new Array;
                myA[27]['layername'] = "tasmania_water_bodies";
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                myA[27]['baselayer'] = "";
                myA[27]['layerns'] = "topp";
                myA[27]['displayname'] = "lakes";
                myA[27]['geometryType'] = "polygon";
                myA[27]['theme'] = "Tasmania";
                myA[27]['autoUpdate'] = "f";
                                        
                a[1]['children'][0]['children'][1] = new Array;
                a[1]['children'][0]['children'][1]['caption'] = "cities";
                a[1]['children'][0]['children'][1]['target'] = "_blank";
                a[1]['children'][0]['children'][1]['isOpen'] = false;
                a[1]['children'][0]['children'][1]['isChecked'] = 0;
                myA[28] = new Array;
                myA[28]['layername'] = "tasmania_cities";
                myA[28]['baselayer'] = "";
                myA[28]['layerns'] = "topp";
                myA[28]['displayname'] = "cities";
                myA[28]['geometryType'] = "point";
                myA[28]['theme'] = "Tasmania";
                myA[28]['autoUpdate'] = "f";
             ........ .........                                    
             ........ .........
                                        </script><script language=javascript>
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