Abstract-In this paper, a new wide-band mobile channel emulator for the CODIT project is designed and implemented. The UMTS code-division testbed (CODIT R2020) is a research project within the European RACE-II program set up by the Commission of the European Community. Our goal is to be able to simulate in the laboratory, in real time, the multipath propagation found in the mobile radio channel. As code-division multiple access (CDMA) is the access technique within the CODIT project, it was realized that the channel emulator must have simultaneously good delay resolution between propagation paths and long duration of the impulse response. These considerations led to a very flexible channel emulator specifically designed to host the new wideband channel models developed within the CODIT project. Our emulator features three independent inputs and two outputs, up to 20 complex propagation paths, 10-MHz radio frequency (RF) bandwidth, a delay resolution of 50 ns, and a maximum duration of the channel impulse response of 80 s. Starting with an explanation of the global structure of the new channel emulator, we derive the optimum design of the interpolation procedures and present the main implementation issues arising from our initial architecture. Finally, we report the results of the laboratory tests of the first prototype of the channel emulator.
I. INTRODUCTION
T HIS PAPER describes the design and implementation of the wide-band real-time mobile channel emulator which has been built to be used in the laboratory tests of the CODIT project. The UMTS code-division testbed (CODIT R2020) is a research project within the European RACE-II program set up by the Commission of the European Community. Its objective is to explore the potential of code-division multiple access (CDMA) as the access method for a thirdgeneration mobile communications system having an open and flexible multirate radio interface [1] . The complete system demonstrator (testbed) of the CODIT project comprises test mobile stations, radio base stations, a radio network controller, and a channel emulator. Although this paper deals only with the channel emulator issues, information regarding the CODIT system concept can be found in [2] and [3] . The CODIT project was finished in 1995. It is worth noting that recently the three major standards bodies, ETSI, TIA, and NTT, have selected wide-band CDMA as the access method for third-generation cellular systems and that the features of the channel emulator presented in this paper are well aligned with the air interface of these systems. The aim of the channel emulator is being able to emulate in the laboratory and in real time the highly dispersive propagation conditions of the mobile radio channel due to multipath caused by reflection and scattering. During the initial phase of the project it was specified that the emulator had to implement the new wide-band channel models to be developed within CODIT for both outdoor and indoor environments and take into account the Doppler effect due to the movement of the vehicle at different speeds. Moreover, as soft handover had to be demonstrated in the testbed, the emulator should also be able to handle more than one mobile channel at the same time.
At the beginning of the CODIT project, in 1992, there had been proposed several channel emulators for mobile radio environments ( [4] , for example), some of which were developed in relationship with the global system for mobile communication (GSM) systems, for the purpose of equipment and system testing by emulating the channels corresponding to the standard delay profiles accepted by COST207 [5] . However, the channel emulators used for these channel models could not be used in the CODIT project. The reason is that in a CDMA system it is possible to have both long impulse response of the channel and high bit rate in the radio interface since the RAKE receiver [6] takes advantage of the statistical independence of the different rays that characterize the multipath propagation. This means that the channel emulator must had simultaneously good delay resolution between propagation paths and long duration of the impulse response. As these features were not present in the commercially available channel emulators at that time, a new channel emulator to implement the CODIT propagation models was required. This paper presents the design and implementation of such a wide-band channel emulator. The organization of the paper is as follows: in Section II an overview of the CODIT approach for wide-band channel modeling is presented and then the architecture and main specifications for the channel emulator are derived. Section III deals with the implementation aspects, and it is divided into sections, each one giving a functional description of the printed 0018-9545/99$10.00 © 1999 IEEE circuit boards present in the emulator, i.e., radio frequency (RF) interface cards, tap circuit cards, digital signal processing (DSP) card, and control card. Section IV presents the results obtained during the laboratory tests of the emulator, and finally, Section V shows the conclusions. For a more clear exposition, two Appendixes have been also included.
II. GLOBAL STRUCTURE OF THE CHANNEL EMULATOR
Within the propagation studies work package of the CODIT project a new approach for wide-band channel modeling has been considered [7] . The model classifies the encountered situations into several categories each one having different wide-band characteristics, i.e., urban, suburban, rural, suburban hilly, rural hilly, microcell LOS and NLOS, and indoors. Appropriate software simulations tools have been developed for each one of these environments in order to properly characterize the channel by means of its time-variant complex impulse response , that is, the impulse response at time to an impulse applied at time Assuming a wide-sense stationary uncorrelated scattering (WSSUS) environment, it can be seen that the scattering function defined as the Fourier transform of the temporal autocorrelation of the complex impulse response, completely describes the statistical channel behavior of the channel and is closely related to the physical environment characteristics. This idea has been used to validate the simulation results against field measurements undertaken also by the CODIT project partners. A good agreement has been found between the simulated and measured scattering functions in the different environments. From a practical point of view, the emulated channel impulse response will be (1) where is the field contribution due to the th scatterer, is the associated delay, and is the number of resolvable paths. More details on the channel model and on how the coefficients are obtained can be found in Appendix A.
According to (1), we see that, assuming an equivalent low-pass model, the channel emulator could be implemented by means of a complex digital FIR filter with slowly timevariant coefficients as shown in Fig. 1 . The base-band digital implementation is also convenient if we wish to achieve the maximum degree of flexibility. In order to guarantee the maximum precision in the use of the CODIT channel models, the samples of the processes will be obtained by offline software simulations and stored in a memory inside the channel emulator. A different simulation will be carried out for each environment (urban, suburban, rural, etc.), and also the delays and the number of resolvable paths must be fully programmable in accordance with the environment type. The emulator will then "play back" the stored timevariant impulse response in real time. The part of the block diagram enclosed in a dotted ellipse in Fig. 1 (a tap circuit) has been considered as the building unit of the emulator. This means that the core of the emulator consists of a set of identical tap circuits whose inputs and outputs are properly multiplexed.
In the CODIT project, an asynchronous direct-sequence (DS)-CDMA technique with three different chip rates is investigated, i.e., 1.023, 5.115, and 20.46 Mchip/s, but only the two lower chip rates are implemented in the testbed. In order to assess the impact of the adjacent channel interference, it was considered that the emulator bandwidth should span at least two adjacent CDMA channels, so the final bandwidth specification for the channel emulator was 5 MHz in baseband or 10 MHz in RF.
Taking into account that in the laboratories it is easy to build up and down converters (using passive mixers and synthesized signal generators), it was decided that the emulator would operate at a fixed intermediate frequency of 70 MHz. This assumption not only simplifies the design of the RF interfaces, but also gives more flexibility to the emulator since it would be able to work in different bands with different channel spacing. So, the 70-MHz input signal must be downconverted and the samples of the complex envelope [in-phase and quadrature (I/Q) components] must be obtained. Then, this complex samples are digitally processed to emulate the channel behavior in real time and upconverted again to the intermediate frequency. In order to achieve a large dc and image rejection, the I/Q components are extracted by means of a double Nyquist digital product detector [8] . This means that the digital sampling rate is four times the bandwidth of the baseband components, that is, 20 Msamples/s, and so the time resolution (minimum delay between the FIR taps) is 50 ns.
In accordance with the propagation models for outdoor environments, the maximum impulse response duration has been taken equal to 80 s. Obviously, if we want to emulate such a long impulse response, the FIR filter taps cannot be equally spaced, since it would require a not feasible number of taps (for example, 1600 taps are required for a duration as large as 80 s). So, the delay of each particular tap is independently achieved by first-in-first-out (FIFO) memories. In our practical implementation the maximum number of FIR taps, that is, the value of in (1) is always less or equal than 20. This value has proven to be sufficient for most of the emulated situations, since in fact this is equivalent to consider as relevant only a few number of scatterers placed near the base and mobile station.
In order to demonstrate soft handover in the testbed, it was envisaged a laboratory test configuration as shown in Fig. 2 . In Fig. 2 , we see that the mobile station (MS) is linked simultaneously to two base stations (BS and BS ) which exchange information through the radio network controller (RNC). Uplink and downlink interferers are also included. To build such a configuration, two channel emulators are needed, and each one of them should be able to emulate several independent radio channels and have at least three independent inputs and two independent outputs. To achieve these features the conceptual block diagram of the emulator is as shown in Fig. 3 . Notice that up to six different FIR filters, which can be individually programmed, may be simultaneously present during real-time emulation. If one of these filters is not needed, the free taps can be used for another filter or its coefficients set to zero. The number of taps in each FIR (value of ) can be freely selected as long as the sum of the number of taps of all the filters is less or equal than 20. Input and output multiplexers are provided in each tap circuit to set the desired connections.
Given that the signal sampling rate is 20 Msamples/s, the coefficients of the FIR taps, that is, the processes in Figs. 1 and 3 , must be updated every 50 ns. As this is a "stored" emulator, a RAM of very large size would be required in order to have a reasonable emulation time interval. To overcome this limitation, extensive interpolation of the recorded samples must be done. Even at high vehicle speed in an outdoor environment, the rate of change of the radio channel is much smaller than the signal bandwidth, so the interpolation ratio of a single interpolation process would be too high to be realistic. Our approach is based on two cascaded interpolation stages where the first one is software based and is performed off line, and the second one is hardware based and performed in real time. The emulator includes a DSP card with a single TMS320C30 DSP processor and 1 Mb of RAM whose purpose is to link (using the RS232 interface) the emulator to an external personal computer (PC) that runs the user interface program. The hard disk of the PC stores the slightly oversampled samples of previously measured channel impulse responses, so the sample sets for a given emulation experiment are not too big and can be readily transferred to the DSP RAM inside the emulator. As will be explained in Section III, each individual tap circuit card has a RAM memory to store its impulse response samples and a hardware interpolator. So, once the DSP has read the impulse response samples from the PC and before starting the emulation, it interpolates the original samples and fills the tap circuit RAM's. Then the emulation starts. The RAM banks at each tap are read and interpolated in real time to achieve an updating rate of the channel impulse response of 50 ns. More details on the interpolation design can be found in Appendix B. Fig. 4 shows the general structure of the channel emulator. In practice, the multiplexers and the adders are distributed in the 20-tap circuits, but from the point of view of signal flow things go as depicted in Fig. 4 , that is, for every tap circuit the input multiplexer selects one of the three inputs and the output multiplexer selects one of the two adders. A control card is included to program the multiplexers and the delays and to decode addresses. All the user programmable features are centralized in a user friendly software interface that runs in the attached PC. Digitally controllable RF attenuators are placed at each output since the DSP runs a program, in real time, that controls them to emulate shadowing fading (if desired) and to produce test attenuation patterns to check the power control loops behavior.
To summarize, the main characteristics of the channel emulator are as follows.
Analog 
III. IMPLEMENTATION ASPECTS
In this section, the functional description of the different cards that form the emulator is given, as well as the more relevant implementation details of each one. The emulator is implemented on nine printed circuit boards each one with a size of 339 366 mm. Five of these cards are identical, and each one holds four fully programmable tap circuits. The four remaining cards are, respectively, devoted to input RF interfaces, output RF interfaces, control card, and DSP card. The nine printed circuit boards are linked together by a backplane based on a VME bus architecture. The rack is fitted with several power supply units giving all the required voltages, i.e., 5 V and 12 V. In order to avoid digital noise problems, separate power supplies for the analog and digital parts of the emulator as well as isolated ground planes have been designed. To help integrated circuits (IC's) heat dissipation a set of cooling fans is placed at the bottom of the overall assembly.
A. Input RF Interface
As stated in Section II, three input RF interfaces must be included in the emulator. Fig. 5 shows the block diagram of one input RF interface. All three input interfaces are identical and are placed in the same printed circuit board. First, the input signal at 70 MHz is band-pass filtered (to limit the noise) and downconverted to a band-pass signal centered at 10 MHz. This is done because the adopted I/Q extraction method requires sampling at four times the carrier frequency, so this frequency must be kept as low as possible. Then the 10-MHz signal is amplified to properly drive the analog-digital (A/D) converters and sampled at 40 Msamples/s. The double Nyquist digital product detector (within dotted lines in Fig. 5 ) finally extracts the I/Q samples of the base-band equivalent input signal.
If we call to the band-pass signal at the input of the A/D converter, it can be written as (2) where means real part, and are, respectively, the in-phase and quadrature components of , and is the carrier frequency. If the sampling rate at the A/D converter is , the samples of can be written as The interpolators are needed to align in time the in-phase and quadrature samples. To avoid aliasing, we must take , where is the bandwidth of More information about this procedure can be obtained from [8] .
To keep input-output phase coherence, it is important that the up-conversion process in the output RF interfaces is done with exactly the same phase used in the down conversion in the input RF interfaces. For this reason, a single 8-MHz crystal clock is used to provide reference signals to the phaselocked loop (PLL) circuits. Two independent PLL circuits in the input RF card produce the 60-MHz tone for the mixers and the 40-MHz clock for the A/D converters. With this design, only the low-frequency reference signal is distributed through the backplane. This helps to prevent high-frequency signals to cause undesired interference with other modules. The 20-MHz clock derived from the frequency divider of Fig. 5 is also used for all the base-band digital signal processing within the emulator.
With regard to the receiver front-end, the band-pass filter is with eight sections having a Chebyshev response with low band-pass ripple and high out-of-band rejection. The mixer is a double-balanced diode mixer with high degree of linearity. The low-pass filter has a 3-dB bandwidth of 24.5 MHz and an attenuation of 65 dB at a frequency of 70 MHz.
The selected A/D converter is an ECL monolithic A/D with 10-b resolution and parallel architecture. The ECL technology has been used to cope with the high sampling rate needed in the emulator.
Finally, the interpolators are all-pass filters producing delays that are a fraction of the sampling period. They are implemented by programmable FIR filters PDSP16256/A from Plessey Semiconductors. This devices can store two different sets of coefficients and be configured to work with one set of coefficients for the even samples and the other set for the odd samples. In this way the process of multiplying by in each branch is automatically achieved by reversing the sign of the odd coefficients of the original filter and using this set for the even samples and a set with reversed sign coefficients for the odd samples. For example, if the original all-pass filter coefficients are , then for the even samples we should use the set and for the odd samples we should use the set At 20 Msamples/s, the number of coefficients in each set is 16. The precision is of 16 bits for the input data, 12 bits for the coefficients, and 32 bits for the output data.
The separation of the even and odd 40-MHz samples at the output of the A/D is achieved by inserting two cascaded flipflops, introducing a total delay of one sampling period (25 ns), between the A/D and the in-phase interpolator. The quadrature interpolator reads directly from the A/D output. As the FIR filters read their inputs at half rate, that is, at 20 MHz, only the even (odd) samples will be read by the in-phase (quadrature) interpolators.
In Fig. 6 , a photograph of the input RF interface card is presented.
B. Output RF Interface
Two independent output RF interfaces are needed in the emulator. Both are placed in the same printed circuit board. The block diagram of a single output RF interface is shown in Fig. 7 . It must be noticed that the reference clock at 8 MHz in Fig. 7 is physically the same type that appears in Fig. 5 , since its signal is passed through the backplane. The PLL's, in From a conceptual point of view, the design of the output RF interface is a reversed version of the input RF interface. From  Fig. 7 , it can be seen that the 20-MHz I/Q samples, which have already gone through all the necessary digital processing, are passed through interpolators to delay the quadrature signal with respect the in-phase signal by half a sampling period (25 ns). Then the samples are multiplied by in order to have them centered at 10 MHz. Since there is a delay of 25 ns between the I/Q samples, now they can be multiplexed on a single channel with double sampling rate. Then this 40-MHz samples are D/A converted to an analog band-pass signal centered at 10 MHz and finally upconverted to the 70-MHz IF carrier. Before the mixing process takes place, two cascaded DSP-controlled attenuators adjust the signal level in real time.
With respect to the hardware implementation, most of the elements are the same type that were used in the input RF interface. The D/A converter is also ECL and has 12 bits of resolution.
C. Tap Circuit Cards
The tap circuit cards are the core of the channel emulator. Each printed circuit board holds four complex tap circuits, and so we need five of these cards to implement twenty complex tap circuits. The block diagram of one complex tap circuit is shown in Fig. 8 . In that figure, we can distinguish the signal path and the coefficient updating circuits. The signal path is formed by the input multiplexer, the FIFO memory, the complex multiplier, the adder, and the output multiplexer. The input multiplexer selects which of the three independent inputs of the emulator feeds this tap circuit. The FIFO memory introduces the desired delay of the signal path in expression (1)] and jointly with the complex multiplier and the adder forms one branch of the FIR filter that models the mobile channel. Depending on the selected position of the output multiplexer, the output of the previous tap circuit is either added to the current tap output or delayed a time interval equivalent to the addition operation. The multiplexers and the FIFO are programmed by the control board following the DSP commands received through the user's interface. All the IC's placed in the signal path work at the full sampling rate of 20 Msamples/s.
With respect to the complex coefficient updating, a detailed exposition of the interpolation design can be found in Appendix B. The adopted strategy is to interpolate in real time the previously stored samples of the channel impulse response. For this reason a RAM memory and a hardware interpolator are placed in the block diagram. As is explained in Appendix B, two cascaded hardware interpolation stages are needed in the tap circuit. The first one is done by zero padding and low-pass filtering, and the second one is a zeroorder hold. The first interpolation ratio is constant and equal to 32. In order to simulate different Doppler frequencies, the second interpolation ratio is a variable power of two which ranges between 8-8192. This means that the samples at the output of the filter are kept constant during signal sampling periods of 50 ns. This allows driving the hardware filter with a clock frequency ranging between 2.5 MHz and 2.44 KHz. Before the simulation starts, the RAM memory in Fig. 8 is filled by the DSP with the information received from the attached PC. Then, in real time, the memory is read with a rate and its interpolated samples feed the complex multiplier. In practice two independent RAM banks as well as two independent filters, for the real and the imaginary parts of the samples, are needed. The filters are PDSP16256 integrated circuits. The variable frequency clock that drives the filter is generated in the control card. The control card also starts and stops the real-time emulation following the DSP instructions and sets the emulator operation modes. Fig. 9 is a photograph of one of the five tap circuit cards.
D. DSP Card
The DSP card has several purposes. First, it must hold the communications with the PC that runs the man machine interface. Second, before the emulation can start, it must interpolate the received samples of the impulse response and fill the memory banks of the tap circuits. Then it must program the FIFO memories to get the desired delays and the input/output multiplexers of each tap circuit to set the desired configuration. Finally, in real time it controls the attenuators at the two outputs to generate shadowing fading and to test the power control loops of the radio access system.
The hardware is based on a TMS320C30 DSP from Texas Instruments that runs at 33.3 MHz. It has a floating point ALU and primary and expansion buses with 32 bits for data and, respectively, 24 and 13 bits for addresses. The peripherals include ROM memory to store the programs, 1 M of 32-b RAM, and a DUART to handle serial communication with the PC. The core of the DSP software is a communications program that follows an scheme based on an ARQ protocol with four different block lengths. Each block of bits ends with a 32-b CRC to check for errors and ask for retransmission of the block (if necessary). The maximum data rate is 57 600 bps. The DSP software has been written in assembler code while the PC interface is a C program where all the user selectable items are based on friendly menus. Fig. 10 shows a functional block diagram of the DSP card. Fig. 11 is a photograph of the whole emulator assembly.
E. Operation Modes
The channel emulator is able to emulate the following kinds of channels.
1) Dispersive Static Channel:
In this operation mode the relative delay between echoes as well as the magnitude and phase of every path are chosen by the operator. During realtime emulation all these parameters are kept constant.
2) Fast Fading Channels: In this case, two possible operation modes can be selected.
Flat Rayleigh Channels: The Doppler frequency and the mean value of the received signal power are selected by the operator. 
Faded Time Dispersive Channels:
In this operation mode, the time evolution of the channel impulse, previously stored in the PC, is transferred to the emulator. Every set of samples of the evolution of the channel impulse response represents a different environment. The operator can select the Doppler frequency as well as the received mean signal power. These operation modes can be freely combined, that is, some of the six independent channels that the emulator handles can be in static mode and some others in the fast fading modes.
In addition to these operation modes, the emulator is able to superpose a shadowing fading over the impulse response generated in both static or fast fading channel situations. The operator can adjust the fading rate from 0.08 to 14 Hz and the standard deviation from 0.1 to 10 dB.
The emulator can also introduce time-variant attenuation in one or both outputs in an independent way. The attenuation patterns are either step or ramp functions which are useful to test the power control systems. The user can adjust the slope of the ramp and the starting and ending instants. The attenuation range is from 0 to 43 dB.
From an operational point of view, we can distinguish two different ways of real-time scanning the RAM memories that store the channel impulse response.
Single Scan: In this case, the emulator reads once its memory contents and then it stops. This is equivalent to have a mobile station that runs a definite path within a given environment and then stops.
Continuous Mode: In this mode, the emulator continuously scans, up and down, its memory contents until it receives a stop command from the user. This is equivalent to have a mobile station that runs a prefixed path within an environment and then it goes back following the same path, an so on. This allows a long emulation time without discontinuities in the channel impulse response that could affect the behavior of synchronization devices. 
IV. RESULTS
As a result of the laboratory tests done to the channel emulator, the main characteristics and performances of the channel emulator are reported in this section. Two kinds of tests have been performed. First, the input and output RF interfaces of the emulator were linked together in order to measure its global features. The analyzed parameters include: bandwidth and group delay, input and output impedances, spurious level, carrier leakage, and I/Q image and signal to noise ratio. The second kind of tests involves the complete emulator. A network analyzer has been used to measure the simulated time-variant channel impulse response and transfer function for several test situations. Fig. 12 shows a plot of the network analyzer measure of the overall transfer function considering input #1 interface cascaded with output #1 interface. Magnitude and group delay characteristics of the assembly are presented. From the magnitude plot, we can see that the 3-dB bandwidth is 8.75 MHz and with respect to the group delay plot we can verify that, within the 3-dB bandwidth, the group delay is approximately constant. Similar results have been obtained considering each one of the five remaining input-output connections.
A. RF Interfaces
In order to test the spurious signal levels, input #1 was again cascaded with output #1 and a 20-dBm in-band tone was injected. The output was measured by a spectrum analyzer spanning 20 MHz centered at 70 MHz. Fig. 13 shows a plot of this measure. It can be seen that the input signal frequency is 66.425 MHz. The carrier leakage, at 70 MHz, is 50 dB below the wanted output signal and the I/Q image rejection, at 73.575 MHz, is 46 dBc. The noise floor is 60 dB below the signal level and the strongest in-band spurious signal is 46 dB below the carrier. With respect to the out of band spurious signal levels (not shown in Fig. 13 ) all of them were found to be at least 55 dB below the carrier level.
B. Emulator Tests
The complete emulator tests were organized in five categories: two-ray model (static channel), time-variant flat fading channel, suburban mobile channel, shadowing fading test, and attenuation patterns test.
1) Two-Ray Model:
This assumption provides a simple method to check the emulator ability to produce a well known transfer function. The measures can be easily compared with the theoretical predictions. A two-ray model is defined by the following impulse response and transfer function: (4) where is the Dirac delta function, is the delay between the two rays, and and are, respectively, the magnitude and phase of the second ray with respect to the first one. We assume that and are positive numbers. From expression (4) it is easy to verify that is periodic with magnitude The situation corresponds to a nonminimum phase channel with positive peak group delay. Figs. 14 and 15 show, respectively, the magnitude and group delay of the simulated transfer function as a function of the frequency. In both cases the delay between the two rays is s. In Fig. 14 the second ray level is 0.5 dB below the first one while Fig. 15 is an example of nonminimum phase fading since the second ray level is 0.5 dB above the first one It can be verified in both figures that, in accordance with the programmed value of the attenuation notches and the peak values of the group delay appear every 100 KHz. Also, in both figures the notch depth is approximately equal to 25 dB, while the maximum gain is near 5.76 dB in Fig. 14 and  6 .27 dB in Fig. 15 . These are in fact the values of and in decibels for the programmed values of Finally, it is also important to remark that the sign of the group delay peak values is in accordance with the type of channel: minimum or nonminimum phase. The theoretical values to be reached are 156.7 s in Fig. 14 and 176 .5 s in Fig. 15 . Approximately, these values are reached in both figures, but it must be taken into consideration that the represented group delay functions correspond to the addition of the delay of the emulated channel plus the group delay associated to the RF interfaces (mainly introduced by the filters). For this reason, the measured values do not correspond exactly with the computed ones, but they are close enough.
2) Time-Variant Flat Fading Channel:
With the above test we have proven the emulator ability to simulate frequency selective static channels. However, in the mobile communications environment we also find time-variant dispersive channels. In these cases, the Doppler spectrum must be measured. Fig. 16 shows the power spectral density of the emulator output when a tone signal at approximately 73 MHz is introduced at the input. The emulator is programmed to produce a flat fading channel with a "classical" Doppler spectrum, that is [9] (6) where is the carrier frequency and is the maximum Doppler frequency corresponding to a vehicle moving at m/s and with
In Fig. 16 , the Doppler shift is Hz.
3) Mobile Channel Corresponding to a Suburban Environment:
This test is done to prove the emulator ability to reproduce, in real time, the wide-band mobile channel models assumed in the CODIT project. First, using high-level language simulation, a file containing the time-variant channel impulse response representative of a suburban environment was obtained. The impulse response has six complex rays with increasing delay. The delays are kept constant throughout the real-time emulation, and its values, in microseconds with respect to the first ray, are respectively, 0, 0.5, 5.25, 5.75, 6.75, and 9.1 s. This impulse response file was loaded into the emulator and started to run. A network analyzer covering the whole 10-MHz bandwidth was connected to the emulator output to simultaneously measure the magnitude of the transfer function versus frequency and the magnitude of the impulse response versus time. Figs. 17 and 18 show two different moments of the time evolution of the measured magnitudes. It can be seen how both the transfer function and the impulse response are time changing, producing a wide-band channel with many attenuation notches very close in frequency that change depth very fast.
4) Shadowing Fading Test:
In addition to the time-variant impulse response, the emulator has digitally controlled attenuators placed at each of the two outputs. The DSP processor controls them to simulate the effect of the shadowing fading found in real environments. The attenuation versus time function is obtained by low-pass filtering of a Gaussian white noise. Since the rate of change of the fading is very slow, the noise and the filter are implemented by software that runs in the DSP in real time. The first-order statistics of the attenuation is lognormal with a standard deviation that can be adjusted up to a maximum of 10 dB. The second-order statistics can also be adjusted by changing the bandwidth of the low-pass filter (the maximum bandwidth is 14 Hz). Fig. 19 shows an example of the generated attenuation. It was measured using a network analyzer centered at 70 MHz and set to zero span. The parameters of the example shown in Fig. 19 are a standard deviation of 5 dB and a bandwidth (fading rate) of 5 Hz.
5) Attenuation Patterns Test:
In order to test the power control loops behavior, the emulator has the possibility of controlling the output attenuators to produce ramp and/or step attenuation versus time functions. The attenuation versus time functions can only be defined within one "scan interval." The scan interval is the time it takes for the emulator to read the whole memory contents. If we are in single scan mode, the whole emulation takes a single scan interval. If we are in continuous mode the emulator repeatedly reads the memory up and down until it receives the order to stop. As this is equivalent to have a mobile station that runs a prefixed path and then it goes back by the same way, the attenuation versus time function, simply takes on the same values reversed in time. In order to program the desired attenuation pattern, the user must supply four points of the function, then the DSP program will join these points with straight lines. For example, lets assume that the scan interval is equal to 3.35 s. The first point is always the attenuation at (beginning of the scan). We supply a value of 0 dB for this point. Then we program a second point at s, with an attenuation also of 0 dB. The third point is at s. with an attenuation of 35 dB, and the fourth point is at s with an attenuation of 10 dB. The resulting attenuation versus time function is shown in Fig. 20 . This figure is a result of the measure taken with a network analyzer using zero span. Notice that, since the emulator was in continuous mode, the function is reversed in time after each scan of 3.35 s. To program a step function we should supply two consecutive points with different attenuations separated by 12.8 s. (minimum separation). The commutation time is in fact much smaller that 12.8 s, since it only depends on the attenuator transient response which is below 5 ns. The maximum programmable attenuation is 43 dB. 
V. CONCLUSIONS
A new wide-band real-time mobile channel emulator has been designed, built, and tested. Our efforts have been directed to achieve a flexible design suitable for testing in the laboratory the mobile communications equipment of the CODIT project. As CDMA is the multiple-access technique used in the CODIT project, it was specified that the emulator should have good delay resolution as well as long impulse response duration. It also had to be able to implement, in real time, the new wide-band propagation models developed within CODIT.
As a result, the new emulator has approximately 10-MHz RF bandwidth, a delay resolution of 50 ns, an 80-s impulse response duration, and it can handle three independent input signals and two independent outputs. The architecture of the emulator is based on a fully configurable fir filter with timevariant coefficients. Up to six independent mobile channels can be emulated at the same time. With respect to the channel impulse response, its samples are stored in memory previously to the emulation start. To avoid using a very large memory, two cascaded interpolation processes are carried out. The design of the interpolation has been exposed in detail in Appendix B. By using interpolation we are able to operate with short files, containing the CODIT channel models for every environment, which are sent from a PC to the emulator during the set up time.
With respect to hardware implementation, the emulator is built on nine printed circuit boards connected by a VME bus. The design of the more relevant hardware blocks has been explained. Finally, the laboratory tests of the emulator have been presented. They show a good performance of the emulator and a good agreement with the specified goals.
APPENDIX A MOBILE CHANNEL MODELING
Within the CODIT project a new approach for wide-band channel characterization has been used, [7] . The model is intended for the 2-GHz band assigned to FPLMTS. The environments are classified into urban, suburban, rural, suburban hilly, rural hilly, microcell (LOS and NLOS), and indoors. Each of these environments has different wide-band characteristics. For every environment a scattering function exists that relates it to a (statistical) number of scatterers located in certain positions and having some coherence characteristics, [10] .
Under the WSSUS assumption, the channel impulse response will be given by (1) . In (1), the contribution of each scatterer is given by the process
The time variation of the processes is obtained as follows [11] , [12] :
where is the number of dispersed waves that conform an scatterer (suggested values range between 30-100), is the vehicle speed, and is the wavelength. The rest of parameters The time-independent phases are uniform random variables in and the angles of arrival of the waves are assumed to be Gaussian with mean and standard deviation
APPENDIX B INTERPOLATION DESIGN
As stated in Section II, since the I/Q signals sampling rate is Msamples/s, the coefficients of the FIR filters must be updated every 50 ns. Interpolation is required to avoid having very large RAM memory banks. The envisaged design is as follows. During the setup phase the PC will send to the emulator 40 independent sets of samples (two for each complex tap) of the channel impulse response. This original samples are stored in the 1Mword RAM of the DSP card. We assume that these samples are taken at a rate of one sample for every m of distance run by the mobile. The DSP will then interpolate the original samples, and 40 independent RAM memory banks will be filled with the interpolated samples of each tap. This interpolation is based on zero padding followed by low-pass filtering of the samples. In principle, two cascaded software interpolation stages are assumed to avoid filters with a too large number of coefficients.
During the operating phase of the emulator that is, in realtime, the 40-RAM memory banks are read and the samples pass through a new interpolation in order to generate the channel impulse response samples that feed the FIR filter. The hardware interpolation is also achieved through zero padding plus filtering. Due to limitations in the maximum allowable clock frequency, the used hardware interpolator (PDSP16256/A) cannot work at the full 20-MHz sampling rate, so we drive it with a 20M-Hz/N clock and keep constant the emulated channel impulse response during signal sampling periods. This is a new hardware interpolation performed by passing the samples through a zero-order hold. The minimum value for , which we will call from here on , depends on the maximum clock frequency constraint of the hardware interpolator. Moreover, we shall show that if we allow to be Fig. 21 illustrates the overall interpolation process.
To find out which are the key design factors we define the following notation.
Interpolation ratio of the first interpolation stage (soft) . Interpolation ratio of the second interpolation stage (soft) . Interpolation ratio of the third interpolation stage (hard) . Interpolation ratio of the fourth interpolation stage (hard) . If we call to the time interval in which the mobile runs m (at constant speed), the simulated speed of the vehicle will be and is given by
where is the hardware FIR filter clock period, is the time interval between two consecutive RAM read events, and is the output sampling period of the first software interpolation. The simulated Doppler frequency will be given by (B. 2) We assume that the bandwidth of the original analog process is less than That is, we assume that the original samples are slightly oversampled. This is necessary for the first filter to be feasible in practice. In our design we have tried to handle a product as close as possible to 0.5. Once the interpolation ratios are known, we derive the parameters needed to design the filters, that is, the normalized cutoff frequencies The number of coefficients needed for a FIR filter to fulfill a given set of specifications can be obtained from [13] . We call to the number of coefficients in the hardware filter. For a pass-band ripple of 0.2 dB, a stop-band attenuation of 90 dB and the following inequality applies:
Although the number of coefficients in the software filters can be chosen freely, the number of coefficients of the hardware filter depends, due to a hardware constraint, on the maximum clock frequency , where that we are planning to use. Table I is a summary of the constraints introduced by the interpolator. In each row of Table I we can read, for a given maximum clock frequency, the number of coefficients available in the PDSP16256 as well as the corresponding minimum values of as obtained from (B.5). In fact, for Ms/s only 16 coefficients can be used. This option is discarded, since the stop-band attenuation reduces to 40 dB. So must be selected from the set and, in accordance with Table I , we must have By substitution of (B.5) into (B.4), we find this lower bound for the global soft interpolation factor (B.6) Obviously, for any two given values of and , the hard interpolation factor must guarantee that expression (B.6), is greater or equal than one. This is a lower bound for the upper bound is since this would require In order to have the maximum efficiency in the use of the amount of RAM available we should take the value of as great as possible. By increasing the hard interpolation factor, the emulator simulation time (from here on ), which is the time that takes the emulator to read the available memory, is also increased. For these reason, and in order to simplify the hardware design, we consider that and must take hardware fixed values and should be a power of two. Now, looking at (B.2) we see that, in order to adjust the Doppler frequency that we wish to simulate we have two parameters: the global software interpolation ratio and the zero-order hold interpolation ratio Notice that can be adjusted by dividing the hardware filter clock by a suitable power of two.
According to expression (B.2), once and are fixed, there is an upper bound for the Doppler frequency that can be simulated
The minimum value that we must consider for the product will be chosen in order to have close to the maximum Doppler frequency of interest ( Hz). The maximum value will be since taking is equivalent to take and divide the clock by two. For each value of the product between and taking we generate a set of different Doppler frequencies.
The hardware and software digital low-pass filters can be designed to have a stop-band attenuation of 90 dB. So the noise inside the signal band due to zero padding and low-pass filtering interpolation is negligible. In turn, the zero-order hold interpolation produces residual side lobes in the power spectral density of the simulated process that are not negligible. Taking into account that the signal that we are delivering to the D/A converter is a sampled version (at rate ) of the output of the sample and hold device, we may calculate the in-band signal-to-noise ratio due to the rectangle interpolation as (B.7), given at the bottom of the page, where is the spectral density of the real (or imaginary) part of one of the (up to) 20 independent complex random processes that compose a channel impulse response. In order to take into account all the design parameters, a FORTRAN program has been written.
A. Final Design
The main goal of our design is to ensure the maximum efficiency in the use of the available memory in the tap circuits. For this reason the hardware interpolation ratio must be as high as possible. We assume that the size of the available RAM memory is Kwords (that is, 512 Kwords for each complex tap), and we take
The memory size guarantees that is always greater than 1.78 s, and the value for is the greatest that still allows a single-stage software interpolation, that is, equal to one in all the cases, and with software filters with less than 512 coefficients.
In order to maximize the hardware interpolation we take and Then it results To generate the Doppler frequencies of interest we must take That is, only nine different set of coefficients are needed for the software interpolation. For we generate a Doppler frequency of 1085.07 Hz, while for we generate Hz. That is, the worst resolution is about 100 Hz. For we generate Hz. To produce the Doppler frequency immediately below this value we take again and For small values of the resolution is very good. The original channel information reduces to 15 420 samples (1928 wavelengths) and the signal to noise ratio is above 50 dB. The RAM access time is large enough so we can use slow static RAM. Fig. 22 shows the set of simulable Doppler frequencies. 
