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Naslov: Razvoj aplikacije za sledenje osebnih strosˇkov z navzkrizˇnim ogrod-
jem Flutter
Avtor: Cˇrt Sˇajnicˇ
Kadar zacˇnemo razvijati mobilno aplikacijo, imamo na voljo veliko razlicˇnih
ogrodij, ki nam pri tem lahko pomagajo. Obstajajo ogrodja za domoroden
razvoj, v zadnjih letih pa na priljubljenosti pridobivajo ogrodja, s katerimi
aplikacijo razvijamo za vecˇ platform hkrati. Eno od taksˇnih orodij na trzˇiˇscˇu
je Flutter. Zanj sem se odlocˇil, ker je relativno mlado ogrodje, a zˇe postaja
konkurenca ostalim, bolj uveljavljenim ogrodjem na tem podrocˇju.
V sklopu diplomske naloge bomo predstavili ogrodje Flutter z izdelavo
mobilne aplikacije, s katero uporabnik nadzoruje svoje financˇne prihodke in
odhodke. Marsikdo se je zˇe kdaj ob koncu meseca vprasˇal:
”
Kam je sˇel
ves denar?“ in si zadal, da bo z naslednjim mesecem pri porabi bolj pazljiv,
vendar temu pogosto ni tako. Aplikacija uporabniku omogocˇa vnos pravkar
opravljene transakcije s cˇim manj napora ter preprost vpogled v evidenco
strosˇkov. Vsebina diplomskega dela se osredotocˇa na delovanje ogrodja Flut-
ter in kako z njim zgraditi preprosto aplikacijo, na uporabljene algoritme,
vsebuje pa tudi podroben opis funkcionalnosti mobilne aplikacije.
Kljucˇne besede: Flutter, navzkrizˇen razvoj, osebne finance, elektronski
racˇun, opticˇno prepoznavanje racˇuna.

Abstract
Title: Personal finance application development in Flutter cross-platform
framework
Author: Cˇrt Sˇajnicˇ
At the start of mobile application development, we have to make a decision
what framework to use for this task. Some of them are native frameworks
but in the last couple of years there is an increasing number of available
cross-platform frameworks being released on the market, which allow us to
develop applications for more than one platform at a time with one shared
code base. One of these cross-platform frameworks is Flutter. We chose
Flutter because it is relatively young and already proving to be a worthy
opponent to other, more established frameworks available on the market.
In the diploma thesis, we will present Flutter by developing a mobile
application for financial tracking of users income and expenses. At the end
of the month many of us probably at least once wondered: ”‘Where did all
my money go?”’ and swore that next month things will be different, but to no
avail. Our application allows the user to enter a new transaction with as little
effort as possible and provides an easy insight into his spending habits. The
content of the thesis focuses on how the framework works and how easy it is
to build an application with it, used algorithms and a detailed description of
the functionalities implemented within the application.





Nekocˇ so bili mobilni telefoni namenjeni zgolj klicanju in posˇiljanju kratkih
sporocˇil, vsa ostala, resna opravila so bila pusˇcˇena racˇunalnikom. S hitrim
skokom v tehnologiji se je priblizˇno od leta 2008 to zacˇelo spreminjati. Pame-
tni telefoni so hitro postali magicˇne, kvadratne sˇkatlice, sestavljene iz dveh
kosov stekla in nekaj aluminija, brez katerih marsikdo prakticˇno ne zna vecˇ
prezˇiveti. Hkrati so pametni telefoni v zgolj nekaj letih zdruzˇili vecˇ posa-
meznih naprav v eno samo, naj bodo to fotoaparat, knjiga ali pa spletni
brskalnik. Ene od teh funkcionalnosti so tudi aplikacije, namenjene sledenju
financˇnim strosˇkom posameznika.
Financˇna odgovornost je nekaj, kar se nekateri ljudje naucˇijo prej, ne-
kateri malo kasneje. Vsak od nas se je verjetno zˇe kdaj na koncu meseca
vprasˇal, kam je izginil zajeten kos sredstev iz njegovega bancˇnega racˇuna.
Ta sˇok je mozˇno ob koncu meseca omiliti z uporabo pravih orodij, ki nam pri
osvojitvi financˇne samostojnosti lahko pomagajo. Kljucˇnega pomena je tu-
kaj beseda ’pomagajo’, saj je v veliki meri sˇe vedno od posameznika odvisno,
kako pogosto bo to orodje uporabljal.
V ta namen smo v sklopu diplomskega dela razvili aplikacijo, ki posame-
zniku omogocˇa preprost pregled trenutnega financˇnega stanja. Ker velikokrat
nismo konsistentni pri dodajanju novih transakcij, je bil med razvojem pou-
darek na cˇim bolj preprostem nacˇinu dodajanja novih prihodkov ali odhodkov
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na vecˇ razlicˇnih racˇunov hkrati. Pot do trenutnega financˇnega stanja je pri-
kazana z vecˇ razlicˇnimi statisticˇnimi pregledi, kjer lahko uporabnik vidi svoj
dosedanji napredek ali pa dolocˇi tista podrocˇja, ki so bolj problematicˇna.
Aplikacija omogocˇa tudi dodajanje ponavljajocˇih transakcij, kar uporabniku
poenostavi dodajanje transakcij, ki se iz meseca v mesec ponavljajo (racˇuni,
placˇa, krediti).
Sˇe pred zacˇetkom razvoja se je pojavilo vprasˇanje, na kaksˇen nacˇin in
s katerim ogrodjem bomo aplikacijo izdelali. Zaradi velikega sˇtevila ogrodij
za razvoj aplikacij je bila ta odlocˇitev sˇe posebej tezˇka. Med prebiranjem
razlicˇne literature in cˇlankov smo se na koncu odlocˇili za ogrodje Flutter, ki
omogocˇa razvoj aplikacije za vecˇ platform hkrati na dokaj preprost nacˇin.
V drugem poglavju diplomskega dela bomo opisali nekaj zˇe obstojecˇih
sorodnih aplikacij, namenjenih sledenju uporabnikovih strosˇkov. Tretje po-
glavje se osredotocˇa na podrobnejˇsi vpogled v ogrodje Flutter in pojasnjuje
nasˇo odlocˇitev zanj. Obenem pa poglavje opisuje orodja, ki so se uporabljala
pri razvoju aplikacije. Vecˇinski del diplomskega dela je namenjen podrob-
nemu opisu razvoja aplikacije in njenih funkcionalnosti ter nekaterih tezˇav,
na katere smo med razvojem naleteli.
Poglavje 2
Opis sorodnih del
V tem poglavju bo opisanih nekaj najbolj priljubljenih sorodnih aplikacij za




Wallet (Slika 2.1) je izdelek podjetja BudgetBakers, ki je na
trzˇiˇscˇe prispel leta 2010 in se lahko pohvali z vecˇ kot mili-
jon prenosi. Na zacˇetnem zaslonu so prikazani vsi ustvarjeni
racˇuni, tortni diagram strosˇkov, razdeljen po kategorijah, za-
dnjih 5 vnesenih transakcij, graf spremembe stanja cˇez cˇas
ter prihajajocˇe planirane transakcije (Slika 2.2). Nad tor-
tnim prikazom se nahaja nekaj gumbov, ki omogocˇajo hiter
dostop do nekaterih funkcionalnosti aplikacije. V zavihku
’Wallet now’ so prikazani razlicˇni nacˇini uporabe aplikacije ter nekaj reklam
o ostalih aplikacijah podjetja. Uporabnik se lahko registrira preko elektron-
ske posˇte, Googla ali Facebooka.
Zastonjska verzija omogocˇa:
 vnos vecˇjega sˇtevila racˇunov,




 veliko razlicˇnih statisticˇnih pregledov,
 nastavljanje limitov po posamicˇnih kategorijah,
 ustvarjanje nakupovalnih seznamov,
 mozˇnost sledenja garancijam in bonom,
 uvoz in izvoz transakcij,
 spletni uporabniˇski vmesnik.
Z nakupom placˇljive razlicˇice aplikacije se odklenejo ustvaritev neomeje-
nega sˇtevila racˇunov, samodejna sinhronizacija z bancˇnim racˇunom, deljenje
istih racˇunov z vecˇ uporabniki naenkrat, sˇe vecˇ dodatnih statisticˇnih pre-
gledov in porocˇil in nekaj dodatnih orodij ter gradnikov. Med opisanimi
sorodnimi deli je Wallet najdrazˇji, mesecˇna narocˇnina stane 4,29 e, letna
21,99 e, v primeru enkratnega nakupa pa odsˇtejemo 43,99 e.





Rusko podjetje PixelRush je objavilo aplikacijo 1money
(Slika 2.3) leta 2012. Uporabnik lahko izbira, kateri je pri-
vzeti zacˇetni zaslon izmed sˇtirih ponujenih: racˇuni, katego-
rije, transakcije ter pregled.
Na zaslonu ’Racˇuni’ je mozˇno urejati le dva privzeta
racˇuna, vecˇ se jih pa lahko doda samo v placˇljivi razlicˇici.
Na zaslonu ’Kategorije’ se nahaja tortni diagram strosˇkov
po kategorijah. Uporabnik lahko izbira med mozˇnostjo ure-
janja kategorij ali dodajanja novih, vendar lahko v zastonjski verziji upravlja
le z devetimi kategorijami. Z levim oziroma z desnim podrsom po ekranu na-
vigiramo med dnevi, tedni, meseci ali leti, odvisno od nastavitev filtra (Slika
2.4, desno).
Zaslon ’Transakcije’ prikazˇe pregleden seznam vnesenih transakcij,
razvrsˇcˇenih po datumu padajocˇe. Tudi tukaj obstaja mozˇnost za dodajanje
novih. Obenem so na seznamu prikazane tudi planirane transakcije, kar
pa lahko hitro postane prenasicˇeno, cˇe jih ima uporabnik veliko. Na tem
zaslonu lahko prav tako navigiramo med razlicˇnimi cˇasovnimi obdobji, na
vrhu zaslona pa se prikazˇe stanje racˇuna ob zacˇetku in ob koncu cˇasovnega
obdobja (Slika 2.4, levo).
Zadnji zaslon ’Pregled’ je neke vrste statisticˇni pregled, na katerem se
nahaja stolpicˇni diagram, s katerega lahko razberemo, koliksˇna je bila poraba
na dolocˇen dan v mesecu, pod tem pa se nahaja seznam kategorij, ki so
razvrsˇcˇene po skupnem znesku padajocˇe (Slika 2.4, na sredini).
Cˇe uporabnik izbere opcijo ’Budget’, se pojavi sˇe en zaslon, na katerem
lahko ureja limit za vsako posamicˇno kategorijo.
Aplikacija omogocˇa lokalizacijo, med opcijami je tudi slovensˇcˇina. V pri-
meru registracije se lahko podatki shranijo v oblaku, hkrati pa ponuja sˇe
opcijo lokalne shrambe.
Placˇljiva verzija aplikacije omogocˇa odstranitev oglasov, vecˇje sˇtevilo
mozˇnih racˇunov, vecˇ kategorij, sinhronizacijo med vecˇ napravami, zasˇcˇito
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aplikacije s kodo PIN ali prstnim odtisom in izvoz v format datoteke .csv.
Trije meseci narocˇnine znesejo 2,99 e, letna narocˇnina 8,99 e, enkratni nakup
pa 14,99 e.




Naslednja sorodna aplikacija je Toshl (Slika 2.5), proizvod
slovenskega podjetja Toshl Inc. Od ostalih aplikacij jo odli-
kuje preprost, minimalisticˇen izgled, intuitiven uporabniˇski
vmesnik in bolj uporabni statisticˇni pregledi odhodkov.
Zacˇetni zaslon aplikacije prikazuje seznam vnesenih tran-
sakcij, razvrsˇcˇenih po datumu padajocˇe. Z levim podrsom se
prikazˇe pregled porabe po posamicˇni kategoriji. V spodnjem
levem kotu ima mesto plavajocˇ gumb za vnos nove transakcije
in dodajanje nove kategorije (Slika 2.6, levo).
Mesecˇni pregled za tekocˇi mesec prikazˇe stolpicˇne diagrame porabe, raz-
deljene po dnevih. Poleg tega nas opozarja za pozitivne (cˇe smo varcˇni, koliko
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vecˇ denarja bomo ta mesec prihranili) in negativne (opozorilo, da je stanje
pod 0 e) dogodke.
Edinstvena funkcija aplikacije je pogled ’River flow’ – graficˇen prikaz,
koliko prihodkov se je v cˇasovnem obdobju privarcˇevalo, koliko je bilo do
trenutnega cˇasa odhodkov, sˇtevilo planiranih odhodkov ter vsoto denarja, ki
je sˇe na voljo do konca meseca (Slika 2.6, desno).
V zastonjski razlicˇici aplikacija ponuja:
 River flow,




Placˇljiva razlicˇica doda sˇe:
 sinhronizacijo z bankami (samo Toshl Medici paket),
 neomejeno sˇtevilo racˇunov,
 neomejeno sˇtevilo limitov,
 dodajanje slik k transakcijam,
 ponavljajocˇe transakcije in obvestila,
 zaklep aplikacije s kodo PIN ali prstnim odtisom,
 izvoz v PDF, Excel, Google Drive ali Evernote.
Placˇljiva razlicˇica se deli na dva paketa:
 Toshl Pro
Stane 2,99 ena mesec ali pa 19,99 ena leto/1,66 ena mesec.
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 Toshl Medici
Stane 5,49 ena mesec oziroma 38,99 ena leto/3,24 ena mesec.




Monefy (Slika 2.7) je edina, ki se lahko pohvali s preko 5
milijoni prenosov v trgovini Google Play.
Od drugih aplikacij se razlikuje po tem, da je zacˇetni za-
slon statisticˇni pregled po kategorijah (Slika 2.8, levo), s po-
drsom navzgor pa uporabnik odkrije seznam kategorij porabe
(Slika 2.8, desno). Sˇele ob kliku na posamezno kategorijo se
prikazˇejo transakcije v izbrani kategoriji. Na sredi tortnega
diagrama kategorij se nahajata dve oznaki: ena prikazuje sku-
pne prihodke, druga skupne odhodke. Na dno zaslona sta umesˇcˇena dva
gumba, s katerima se lahko doda nov prihodek ali odhodek.
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V levem drsnem meniju se upravlja izbrano cˇasovno obdobje, v desnem
pa kategorije, racˇune in valute. Tukaj najdemo tudi nastavitve aplikacije.
Zastonjska razlicˇica ponuja:
 dodajanje transakcij, ki je zelo preprosto,
 izvoz transakcij,
 dodajanje novih racˇunov.
Vecˇino funkcij odklenemo s placˇljivo razlicˇico, najcenejˇso med opisanimi
z enkratnim nakupom 2,5 e.
Z nakupom odklenemo sˇe:
 urejanje kategorij,
 izbor razlicˇnih valut,
 nocˇno temo,
 zasˇcˇito s kodo PIN,
 sinhronizacijo z ostalimi napravami preko Google Drive ali Dro-
pboxa,
 ponavljajocˇe se transakcije.
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Money Manager (Slika 2.9) je aplikacija, ki izmed nasˇtetih zˇe
v zastonjski razlicˇici ponuja najˇsirsˇi nabor funkcionalnosti.
Na zacˇetnem zaslonu se nahaja seznam vnesenih transak-
cij, razvrsˇcˇenih po datumu padajocˇe, na vrhu seznama pa je
zabelezˇena trenutna poraba, prihodke ter njuna razlika (Slika
2.10, levo). Zelo zanimiv je pogled, kjer uporabnik na kole-
darju za izbrano cˇasovno obdobje lahko hitro razbere, koliko
denarja je dnevno porabil ali pridobil. Poleg sta sˇe dva po-
gleda: eden prikazuje prihodke in porabo razdeljeno po te-
dnih, drugi pa po mesecih. Zadnji pregled je tabelaricˇni prikaz odhodkov,
kjer je mozˇna nastavitev limita za vsako kategorijo posebej ali izvoz vnesenih
transakcij v datoteko Excel. To je tudi edini pogled, kjer ni oglasov.
Drugi pogled je statisticˇni pregled kategorij v obliki tortnega diagrama,
tretji prikazuje podatke o racˇunih, na cˇetrtem pa je mozˇno spreminjati na-
stavitve aplikacije (Slika 2.10, desno).
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V zastonjski verziji aplikacija omogocˇa:
 dodajanje novih transakcij,
 urejanje in dodajanje novih kategorij in podkategorij,
 nastavljanje limita za vsako kategorijo posebej,
 ponavljajocˇe se transakcije,
 zasˇcˇita s kodo PIN.
Money Manager ponuja tudi urejanje transakcij preko racˇunalnika, ampak
na malo drugacˇen nacˇin kot ostale opisane aplikacije. Tiste, ki to ponujajo,
imajo za urejanje objavljeno svojo spletno stran. Ta ustvari lokalni strezˇnik,
na katerega se z racˇunalnika povezˇemo preko naslova IP. Pogoj je, seveda, da
sta obe napravi povezani na isto lokalno omrezˇje.
Zˇal je upravljanje preko racˇunalnika dosegljivo le s placˇljivo verzijo, za
katero bi bilo treba odsˇteti 4,99 e, toda aplikacija ponuja tudi alternativo.
Ima namrecˇ sistem priporocˇil, ki je sestavljen tako, da uporabnik z enim pri-
porocˇilom odklene ali funkcionalnost upravljanja preko racˇunalnika ali neo-
mejeno sˇtevilo racˇunov. Da se oglasi uporabniku ne prikazujejo, omogocˇi le
nakup aplikacije.






Ogrodje Flutter je produkt podjetja Google, ki Flutter opisuje kot komplet
programskih orodij za gradnjo na videz atraktivnih, domorodno prevedenih
aplikacij za mobilno, spletno in namizno platformo, katere si delijo eno sku-
pno kodo. Prvicˇ je bil javnosti predstavljen pod imenom Sky leta 2015 na
Dart razvijalskem sejmu z obljubo, da bo uporabniˇski vmesnik mozˇen konsi-
stentno poganjati s 120 slicˇicami na sekundo. Alfa verzija Flutterja z oznako
v0.0.6 je izsˇla maja 2017, v1.0 oziroma prva stabilna verzija pa je izsˇla 4.
decembra 2018. Zadnja verzija ob pisanju diplomskega dela je bila v1.17.3
izdana 4. junija 2020.
S pomocˇjo Flutterja je mogocˇe razvijati aplikacije za vecˇ platform hkrati.
Efektivno to pomeni manj vrstic kode kot cˇe bi enako aplikacijo razvijali v
doticˇnih domorodnih ogrodjih. Trenutno ogrodje Flutter podpira platformi
Android in iOS, razvoj spletnih aplikacij ter razvoj za operacijske sisteme
Linux, Windows in MacOS. Programski jezik, ki se uporablja pri razvoju s
Flutterjem, se imenuje Dart. Funkcionalnost razvoja za vecˇ platform hkrati je
omogocˇena s prevajanjem Dart kode najprej v strojno, sˇele nato pa iz strojne
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v specificˇen programski jezik, ki ga prepozna doticˇna platforma. Povezava
med Dart in strojno kodo je pogon, razvit v programskem jeziku C++ (Slika
3.1).
Slika 3.1: Podrobna delitev ogrodja Flutter
3.1.1 Gradniki
Flutterjev uporabniˇski vmesnik se gradi s pomocˇjo elementov imenovanih
gradniki (ang. widgets). Vsak gradnik s svojo trenutno konfiguracijo in
stanjem predstavlja svoj izgled na uporabniˇskem vmesniku. Ko se stanje
gradnika spremeni, se gradnik znova zgradi in poiˇscˇe razlike med starim in
novim. Na podlagi zaznanih sprememb se nato izracˇuna, kako z najmanjˇsim
naporom gradniku spremeniti stanje.
Vsak gradnik je lahko ali Stateless ali Stateful. Glavna razlika med
njima je, da Stateless gradniki ne upravljajo s svojimi lastnostmi, temvecˇ se
spreminjajo od zunaj, medtem ko Stateful gradniki lahko svoje parametre
spreminjajo sami.
Primeri nekaterih osnovnih gradnikov:
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Container
Gradnik, ki se zagotovo pojavi najvecˇkrat. Je osnova vsakega po meri nare-
jenega gradnika, saj se mu lahko priredi ogromno lastnosti (pozicioniranje,
ozadje, obroba, sˇirina, viˇsina, oblazinjenje).
Row in Column
Gradnika, ki svojo vsebino prikazujeta horizontalno oziroma vertikalno. Po-
leg gradnika Container, zelo verjetno ena izmed najbolj pogosto uporabljenih
pri grajenju uporabniˇskega vmesnika. Noben od njiju ni drsecˇ, v ta namen ju
lahko nadomestimo z gradnikom ListView, kateremu se s parametri nastavi
smer drsenja (Slika 3.2).
Slika 3.2: Prikaz treh gradnikov tipa Container v gradnikih Column in Row
Scaffold
Scaffold je gradnik, ki implementira osnoven izgled Material ter omogocˇa
enostaven prikaz nekaterih znacˇilnih komponent, kot so recimo levi in desni
meni, plavajocˇi gumb in tako dalje (Slika 3.3).
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Slika 3.3: Prikaz Scaffold, RaisedButton in plavajocˇega gumba
RaisedButton
Kakor zˇe ime pove, je RaisedButton gradnik, ki je namenjen grajenju gum-
bov. Ob kliku nanj se gumb ”dvigne”iz povrsˇine zaslona, od tukaj tudi izvira
pripona Raised. Oblikovan je po izgledu Material (Slika 3.3).
Text
Text je gradnik, s katerim na uporabniˇskem vmesniku prikazˇemo poljubno
besedilo, katerega stil in oblika se prav tako lahko priredi. Cˇe potrebujemo
mozˇnost oblikovanja vsake besede posebej, uporabimo konstruktor Text.rich.
Izgled gradnikov, ki so vkljucˇeni v ogrodje Flutter, se prilagaja glede na
operacijski sistem, na katerem aplikacija tecˇe. Medtem ko Android uporablja
t.i. izgled Material, ima iOS izgled Cupertino. Uporabniku najbolj opazne
razlike med istimi gradniki so slog pisave, ikone; obenem se zˇe v orodni vrstici
opazi, da je pri izgledu Material naslov strani poravnan levo, medtem ko so
pri izgledu Cupertino naslovi sredinsko poravnani [1].
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3.1.2 Stanja gradnikov
Flutter ima dva zacˇetna tipa gradnikov: Stateless in Stateful. Ta dva
gradnika sta osnova vseh ostalih gradnikov v Flutterju.
Pred opisom Stateless in Stateful moramo razumeti tudi, da ima vsak
gradnik svoje stanje. Stanje oziroma State je nekaj, kar je edinstveno vsa-
kemu gradniku in se lahko cˇez cˇas spreminja. Kot primer lahko vzamemo
gumb, katerega barva se spreminja iz rdecˇe v zeleno ob vsakem kliku, kar po-
meni, da z vsakim klikom gumbu spremenimo njegovo stanje. Cˇe je gradnik
staticˇen oziroma konstanten in se ne spreminja, pomeni, da stanja nima ali
pa ima samo eno, konstantno stanje.
Od tukaj lahko razberemo, od kje prihajata imeni Stateless in Stateful.
S tega vidika, da se vedno znova zgradita ob vsakem okvirju (ang. frame),
imata oba enako obnasˇanje. Razlikujeta se pa v tem, da se pri Stateful gra-
dniku stanje prenasˇa iz okvirja v okvir, medtem ko se pri Stateless gradniku
ne. Stateful gradniki se uporabljajo takrat, ko vemo, da se bodo njihova
stanja oziroma njihove lastnosti spreminjale tekom delovanja, Stateless pa
takrat, kadar vemo, da bodo lastnosti gradnika konstantne.
To seveda ne pomeni, da stanja Stateless gradnika ni mogocˇe spremeniti
medtem, ko aplikacija deluje. Stanje se da spremeniti iz drugega, zunanjega
izvora. Tip Stateful pa lahko vedno konfigurira svoje stanje (Slika 3.4).
3.1.3 Nacˇini upravljanja stanj
Cˇez cˇas, ko se aplikacija razsˇiri, se mora stanje med razlicˇnimi ekrani upra-
vljati na tak ali drugacˇen nacˇin. Primer upravljanja stanj med ekrani bi bil,
cˇe bi imeli na ekranu A in ekranu B skupen sˇtevec s skupno vrednostjo 4.
Cˇe bi se na ekranu B sˇtevec znizˇal na 2, se bi morala ta sprememba odrazˇati
tudi na ekranu A. Temu procesu pravimo upravljanje stanj in za to poznamo
vecˇ nacˇinov: setState, InheritedWidget in InheritedModel, Provider, Scoped
Model, Redux, BLoC / Rx ter MobX. Najpopularnejˇsa izmed teh sta Provi-
der in BLoC. V nadaljevanju bodo opisani nacˇini upravljanja stanj, ki so bili
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Slika 3.4: Potek build() metode gradnika
uporabljeni med razvojem aplikacije [10].
setState
Klic setState se lahko uporabi zgolj v gradnikih tipa Stateful.
Kar setState povzrocˇi je ponoven izris gradnika z novim, posodobljenim
stanjem. Primer uporabe bi bil, v gradniku A hranimo podatek o sˇtevcu
in dve funkciji, s katerimi ga bodisi povecˇamo bodisi zmanjˇsamo. Ti dve
funkciji nato ob inicializaciji gradnika B posredujemo kot parametra. Tako
bi lahko s klicem funkcij v gradniku B upravljali stanje v gradniku A [16].
Provider
Zaradi sˇirjenja aplikacije je setState hitro postal tezˇko obvladovan, zato smo
uporabili alternativni nacˇin upravljanja stanj, imenovan Provider. Provider
je v obliki paketa, ki se ga po potrebi doda v aplikacijo. Je gradnik z dolocˇeno
vsebino, do katere lahko nato dostopamo iz kateregakoli gradnika nizˇje v dre-
vesu. Gradnik Consumer, ki je prav tako del paketa Provider, poslusˇa za
spremembe stanja. Kadar se stanje spremenljivke v Provider spremeni, se
vsi gradniki, ki so na to spremenljivko vezani, znova izriˇsejo [15].
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3.1.4 Paketi
Cˇeprav Flutter zˇe v osnovi vsebuje prakticˇno vse gradnike, ki bi jih nekdo
potreboval za izdelavo aplikacije, je sˇe vedno mozˇno razsˇiriti delovanje s pa-
keti. Paketi so odprtokodni dodatki aplikaciji, katere so uporabniki oziroma
posamezni razvijalci razvili in delili s skupnostjo Flutter z objavo na repozi-
toriju pub.dev. Tam se lahko iˇscˇe med sˇtevilnimi objavljenimi paketi in za
vsakega najde opis, primer ter navodila, kako se jih doda v aplikacijo.
Z viˇsanjem popularnosti Flutterja se tudi sˇtevilo paketov iz dneva v dan
vecˇa, a se kljub temu sˇe vedno najde kaksˇna potrebovana funkcionalnost, ki
ni dosegljiva niti v Flutterju niti v enem od paketov. Takrat ne preostane
drugega, kot da to funkcionalnost implementiramo sami [17].
Nekaj najbolj popularnih paketov:
 path provider: Omogocˇa hiter dostop do najpogostejˇsih lokacij
na Android in iOS datotecˇnem sistemu.
 shared preferences: Paket za hitro zapisovanje in branje podat-
kov v trajno shrambo na telefonu.
 provider: Gradnik za lazˇje upravljanje stanj.
 firebase core: Predpogoj za vse ostale pakete Firebase.
 sqflite: Paket, ki nam olajˇsa uporabo lokalne baze SQLite.
3.1.5 Hot reload
Ena od prednosti pred ostalimi ogrodji je Flutterjeva funkcionalnost Hot re-
load. Hot reload omogocˇa, da so nedavne spremembe v kodi vidne v delujocˇi
aplikaciji brez potrebe ponovnega zagona. Tako se lahko zelo enostavno in
predvsem hitro eksperimentira, gradi uporabniˇski vmesnik, popravlja napake
itd.
Deluje tako, da ob klicu hot reload pregleda kodo, ki se je spremenila od
cˇasa zadnjega prevajanja, jo znova prevede in spremembe vstavi v delujocˇi
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Dart VM. Zatem, ko VM posodobi vse spremenjene razrede z novo verzijo
polj in funkcij, Flutter avtomatsko zgradi sˇe gradnike in v roku nekaj sekund
prikazˇe nove spremembe.
Kako uporabimo funkcijo Hot reload:
 Flutter aplikacija mora biti pognana v enem od podprtih integri-
ranih razvojnih okolij (IDE) ali terminala.
 Spremenimo vsebino enega od Dart datotek v projektu.
 Preprosto shranimo projekt s Ctrl+S ali pa pritisnemo na gumb
hot reload v orodni vrstici.
Hot reload pa zˇal ne deluje vedno. So primeri, kjer hot reload ni do-
volj in moramo aplikacijo ponovno zagnati. Nekateri od teh primerov so
recimo sprememba sloga pisave aplikacije, sprememba razredov tipa Enum,
sprememba domorodne kode, napisane v Java, Kotlin ali Swift jeziku [6].
3.1.6 Poganjanje Java, Kotlin, Swift
Glavni programski jezik Flutterja je sicer Dart, sˇe vedno pa Flutter omogocˇa,
da se v aplikacijo vkljucˇi tudi kodo, napisano v domorodnem programskem
jeziku operacijskega sistema. Se pravi, da je za operacijski sistem Android
mozˇno dodati kodo, napisano v jezikih Java ali Kotlin, za Applov operacijski
sistem iOS pa kodo, napisano v jeziku Swift [3].
To je koristno sˇe posebej takrat, ko se zˇeli dostopati do nekaterih domo-
rodnih funkcionalnosti, kot so recimo kamera, bliskavica, raven baterije ali
pa mikrofon.
Deluje po principu preprostega komunikacijskega protokola. Iz Flutter
kode se cˇez kanal posˇlje sporocˇilo gostitelju. Ta konstantno spremlja omenjen
kanal in ko dobi zahtevek opravi potrebno funkcionalnost ter rezultat cˇez
kanal vrne nazaj [9]. To funkcionalnost uporabljamo v paketu camera, ki
preko kanala poklicˇe domorodni operacijski sistem in uporabniku omogocˇa
lazˇjo integracijo kamere v programskem jeziku Dart (Slika 3.5).
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Slika 3.5: Prikaz povezave med Flutter aplikacijo in domorodnim operacij-
skim sistemom, na katerem je aplikacija pognana
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3.1.7 Flutter za splet
Googlova vizija Flutterja obsega gradnjo mobilnih, spletnih in namiznih apli-
kacij iz iste kode, ki se bo obnasˇala in izgledala enako na telefonih, tablicah
ali racˇunalnikih, naj bo to v spletnem brskalniku ali pa v obliki domorodne
aplikacije. Torej se tako kot pri gradnji mobilnih aplikacij tudi pri gradnji
spletnih aplikacij uporabljajo gradniki in paketi. Pri teh je potrebna velika
mera pazljivosti, saj vsi ne podpirajo spletnega razvoja.
Flutter je naznanil mozˇnost gradnje spletnih vmesnikov na zdruzˇenju
Google I/O leta 2019, v cˇasu pisanja diplomske naloge pa je sˇe v beta fazi ra-
zvoja. Flutter za splet zaenkrat ni priporocˇen za vse scenarije spletnih strani.
Prednosti pa bi prinasˇal pred ostalimi zˇe uveljavljenimi tehnologijami, kot so
na primer [5]:
 bogate interaktivne enostranske aplikacije,
 progresivno povezane spletne aplikacije (PWA),
 vgrajevanje dinamicˇnih/interaktivnih vsebin v zˇe obstojecˇe sple-
tne resˇitve.
Za razliko od mobilnih aplikacij, kjer se Dart prevede v ARM strojno
kodo, se pri spletnih aplikacijah s pomocˇjo prevajalnika dart2js prevede v
JavaScript. S kombinacijo DOM, Canvas in CSS tehnologij Flutter omogocˇa
preprosto izdelavo aplikacij s prenosljivo, kakovostno in ucˇinkovito
uporabniˇsko izkusˇnjo v vseh sodobnih spletnih brskalnikih (Slika 3.6).
Slika 3.6: Delitev razlicˇnih delov Flutterja za splet
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3.1.8 Primerjava z ostalimi ogrodji za navzkrizˇen ra-
zvoj in domorodnim razvojem
Ogrodje React Native
React Native je eno od bolj priljubljenih ogrodij za navzkrizˇen razvoj mo-
bilnih aplikacij. Je odprtokoden produkt podjetja Facebook, ki je bil izdan
marca 2015 na konferenci F8. Zgrajen je bil preko ogrodja React. Razvoj
aplikacij poteka v programskem jeziku Javascript, tako da se bi morala vecˇina
razvijalcev spletnih aplikacij kar hitro privaditi. Za Flutter ne moremo trditi
enako, saj se je potrebno naucˇiti jezika Dart.
Pristop React Native je malenkost drugacˇen kot pri Flutterju. Flutter
celotno aplikacijo prevede v strojno kodo, medtem ko React Native vsak
gradnik prevede v svoj domorodni ekvivalent in za vsako operacijo oziroma
klik klicˇe preko JS pogona kanal za komunikacijo med vrhnjim in spodnjim
slojem aplikacije.
Ob vpogledu na priljubljenost ogrodja po sˇtevilu zvezdic na spletni strani
GitHub, je trenutno Flutter bolj priljubljen z 96k zvezdicami, medtem ko
jih ima React Native 89k. Interesantna statistika je tudi sˇtevilo odprtih
tezˇav na posamicˇnem repozitoriju: React Native ima odprtih priblizˇno 800
v primerjavi s Flutterjem, ki jih ima preko 5000. To je posledica dejstva, da
je React Native dlje na trzˇiˇscˇu in je bolj zrel kot Flutter.
Obe ogrodji omogocˇata funkcijo hot reload in dobro zmogljivost na obeh
platformah. Pri obeh je vizualizacija gradnikov odvisna od platforme. Gumb
na Android aplikaciji se torej prilagodi izgledu Material, na operacijskem
sistemu iOS pa Cupertino oblikovnemu slogu. Cˇe bi pa zˇeleli, da je izgled
aplikacije, zgrajene z React Native ogrodjem enak na obeh platformah, se
moramo posluzˇiti zunanjih knjizˇnic, ki nam to omogocˇajo [8].
Prednosti:
 pri implementaciji uporabi domorodne gradnike, kar pomeni, da
je izgled aplikacije enak kot cˇe bi bil napisan z domorodnim
SDKjem,
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 uporablja zˇe ustaljen programski jezik,
 preprost dostop do domorodnih funkcionalnosti,
 koda se lahko optimizira za vsako platformo posebej,
 dobra stabilnost, zanesljivost, podpora in veliko sˇtevilo dosegljivih
vodicˇev.
Slabosti:
 ker uporablja domorodne gradnike lahko posodobitev pokvari upo-
rabniˇski vmesnik,
 navigacija po aplikaciji se ne prilagaja platformi,
 tezˇak razvoj zahtevnih animacij in prehodov,
 manj vgrajenih gradnikov kot Flutter,
 kljub velikemu sˇtevilu dosegljivih paketov jih je veliko zˇe zastare-
lih,
 vecˇja velikost aplikacije.








Xamarin je odprtokodno ogrodje za navzkrizˇen razvoj aplikacij, ustvarjen leta
2011 pri podjetju Mono, leta 2016 pa ga je prevzel Microsoft. Razvoj poteka
v programskem jeziku C# in z .NET integracijo omogocˇa razvoj domorodnih
Android in iOS aplikacij brez pisanja Java ali Swift kode. Poleg jezika C#
se v Xamarin.Native uporablja tudi XAML (ang. Exstensible Application
Markup Language), preko katerega razvijalec gradi uporabniˇski vmesnik za
platformo Android, na iOS je ekvivalent Storyboard. Xamarin.Forms je bolj
podoben ostalim ogrodjem, kjer se z eno kodo gradi uporabniˇski vmesnik za
obe platformi.
Xamarin omogocˇa razvoj za vecˇ razlicˇnih platform: iOS, Android, UWP,
macOS, watchOS, Tizen, itd. Medtem ko je Flutter aplikacije mozˇno izdelati
v kateremkoli razvojnem okolju, ki podpira programski jezik Dart, Xamarin
zahteva uporabo razvojnega okolja Visual Studio Code.
Glavne slabosti Xamarina so hitrost ter pomanjkanje funkcionalnosti, ki
bi se kosala s hot reload funkcijo Flutterja. Ker je Xamarin manj priljubljen
kot React Native ali Flutter, bo razvijalec bolj pogosto naletel na tezˇavo, s
katero se v skupnosti sˇe nihcˇe ni soocˇal.
Sˇe ena od slabosti Xamarina bi bila ta, da je sicer do neke mere zastonj,
nato pa za uporabo v podjetjih postane placˇljiv, kar lahko znasˇa tudi do
$1900 na leto, odvisno od izbranega paketa [21].






Android SDK in programski jezik Swift
Ob zacˇetku razvoja bi morali vedno imeti zˇe definiran obseg projekta, saj
se na podlagi tega lazˇje odlocˇimo, s pomocˇjo katerega ogrodja bomo razvili
svojo aplikacijo. Takrat, ko aplikacija zahteva veliko animacij, se obicˇajno
s performancˇnega vidika odlocˇimo za domoroden razvoj, ker je za vizualno
napredne naloge boljˇse optimiziran kot katerokoli ogrodje za navzkrizˇen ra-
zvoj. Aplikacija napisana z ogrodjem Flutter lahko izgleda neprepoznavno od
domorodne aplikacije in je vecˇ kot sposobna prinesti kvalitetno uporabniˇsko
izkusˇnjo. Pred domorodnim razvojem prinasˇa tudi nekaj ostalih prednosti,
kot na primer hitrejˇsi cˇas od zacˇetka razvoja do izdaje na trg, hkraten razvoj
za vecˇ platform naenkrat. To posledicˇno prinasˇa cenejˇsi vlozˇek podjetja [4].
Razvoj domorodne aplikacije pomeni tudi, da bo razvijalec moral obvla-
dati vecˇ programskih jezikov naenkrat, naj bo to Kotlin/Java pri Androidu
ali pa Swift/Objective C pri iOSu. Redko najdemo razvijalca, ki obvlada
oboje enako, cˇe pa zˇe, se pa pojavi tezˇava, koliko cˇasa imamo na voljo za
dokoncˇanje projekta, saj en sam razvijalec tezˇko skrbi za dve platformi na-
enkrat. Podjetje mora torej zaposliti vsaj dva razvijalca, enega za vsako
platformo, kar posledicˇno dvigne strosˇke projekta. Pri navzkrizˇnem razvoju
se temu lahko nacˇeloma izogne in tako strosˇke zmanjˇsa sˇe posebej takrat, ko
razvijamo spletno in mobilno aplikacijo hkrati.
Za bolj definirano primerjavo Flutterja z domorodnim razvojem je pre-
prosto prevecˇ razlicˇnih faktorjev, ki na to vplivajo. Na vprasˇanje, katero
ogrodje je za razvoj aplikacije najbolj primerno, je tezˇko odgovoriti, saj se
posameznik sam najlazˇje odlocˇi, njegova odlocˇitev pa je odvisna od ciljev, ki
si jih je zadal za aplikacijo.
Prednost Flutterja pred domorodnim razvojem je, da aplikacija izgleda
enako, ne glede na to, na kateri verziji operacijskega sistema je zagnana,
ker ne uporablja domorodnih gradnikov. Aplikacija, zgrajena z domorodnim
ogrodjem ne izgleda enako, ker se lahko iz verzije do verzije gradniki upo-
rabniˇskega vmesnika razlikujejo. Seveda se lahko uporabniˇski vmesnik tudi
pri domorodnem razvoju poenoti, vendar je za to potrebnega veliko truda
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in cˇasa, prav tako pa tudi testiranja aplikacije. Skratka, veliko vecˇ kot pri
Flutterju.
3.2 Programski jezik Dart
Dart je programski jezik, ki je bil sprva uporabljen za gradnjo spletnih,
strezˇniˇskih ter mobilnih aplikacij znotraj Googla, nacˇeloma pa je bil raz-
vit tudi kot nadomestek programskemu jeziku JavaScript. Prvicˇ se je pojavil
leta 2011, veliko prej kot ogrodje Flutter, vendar ni dobil veliko pozorno-
sti. Na priljubljenosti je zacˇel pridobivati komaj leta 2017 z izdajo ogrodja
Flutter. Od takrat dalje je popularnost hitro narasˇcˇala, kar lahko vidimo na
naslednjem grafu, ki prikazuje narasˇcˇajocˇe sˇtevilo vprasˇanj na spletni strani
Stack Overflow (Slika 3.7).
Slika 3.7: Graficˇni prikaz narasˇcˇajocˇega sˇtevila vprasˇanj za kljucˇna niza Dart
in Flutter na spletni strani Stackoverflow
Znanje programiranja v Dartu je tako predpogoj za uporabo Flutterja.
Sintaksa je podobna jeziku C, kar naj bi v teoriji pomenilo, da razvijalcem,
ki so navajeni programskih jezikov C++, Java ali JavaScript, Dart ne bi smel
povzrocˇati tezˇav. Za razliko od ostalih programskih jezikov ima Dart vgrajen
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svoj upravljalec paketov imenovan Pub.
Obstajajo sˇtiri nacˇini zaganjanja Dart kode:
 Preveden v JavaScript
Da se Dart lahko poganja v popularnih spletnih brskalnikih, se
zanasˇa na izviren-v-izviren prevajalnik v JavaScript, ki se imenuje
dart2js. Tako je Dart koda, prevedena v JavaScript, kompatibilna
z vsemi modernimi brskalniki brez potrebe po tem, da bi moral
brskalnik podpirati Dart. Z optimiziranjem prevedene JavaScript
kode je bilo dosezˇeno, da se v nekaterih primerih koda hitrejˇse
izvaja kot domoroden Javascript ekvivalent.
 Samostojen
Dart SDK vkljucˇuje samostojno navidezno napravo, kar omogocˇa,
da se Dart koda poganja tudi v CLI (command line interface) oko-
lju. SDK zajema tudi dart2js prevajalnik ter upravljalec paketov
imenovan Pub.
 Predhodno preveden
Dart koda je lahko predhodno prevedena v strojno kodo. Apli-
kacije, zgrajene z ogrodjem Flutter, so v aplikacijskih trgovinah
distribuirane kot predhodno prevedena Dart koda. Ta nacˇin naj
bi aplikacijam zagotovil vecˇjo zmogljivost.
 Domoroden
Z uporabo dart2native prevajalnika se Dart koda prevede v sa-
mostojno, domorodno izvrsˇljivo kodo, ki se nato lahko pozˇene na
operacijskih sistemih Windows, Linux ter MacOS.
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3.3 Orodja
Pri razvoju diplomske naloge smo uporabljali naslednja programska orodja:
3.3.1 Android Studio
Pri razvoju v ogrodju Flutter imamo za razliko od nekaterih ostalih ogrodij
na voljo vecˇ razvojnih okolij (ang. integrated development environment). V
Flutterjevi dokumentaciji so popisani postopki namestitve za okolja Android
Studio/IntelliJ, Visual Studio Code ter Emacs [18]. Med najbolj priljubljene
sodijo IntelliJ IDEA, Android Studio ter Visual Studio Code. Ker je Android
Studio zgrajen na enaki bazi kode (ang. code base) kot IntelliJ, med njima
do nekdanjega prakticˇno ni bilo razlik. Komaj v zadnjih nekaj verzijah so
v Android Studio vgradili nekaj edinstvenih funkcij, katere niso dosegljive v
IntelliJ. Ko je za IntelliJ razvita nova funkcionalnost, je obicˇajno tako, da
se ta implementira kasneje v Android Studiu in obratno. Razlika je tudi v
tem, da je Android Studio namenjen razvoju mobilnih aplikacij, Intellij pa
razvoju na mnogih ostalih podrocˇjih.
Android Studio je bil najavljen maja 2013 na konferenci Google I/O,
prva stabilna verzija pa je izsˇla decembra 2014. Kot zˇe omenjeno, bazira
na programski kodi okolja IntelliJ s to razliko, da je namenjen specificˇno
razvoju mobilnih aplikacij na operacijskem sistemu Android. Razvit je bil
kot nadomestilo takrat primarnega okolja za razvoj Android aplikacij Eclipse
Android Development Tools. Do maja 2019 je bil primarni programski jezik
za razvoj Java, od takrat dalje pa jo je nadomestil programski jezik Kotlin.
Studio sicer sˇe vedno podpira oba, le da je preferiran Kotlin [14].
3.3.2 SmartGit in GitHub Desktop
Ker se je aplikacija za diplomsko nalogo razvijala hkrati na vecˇ racˇunalnikih,
sta se za razvoj uporabila dva Git klienta; SmartGit in GitHub Desktop.
Tako je bila koda vedno dosegljiva, ne glede na to na katerem racˇunalniku
je potekal razvoj. Orodji sta graficˇna vmesnika, ki skrijeta uporabo Gita iz
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ukazne vrstice, s katerimi uporabnik lazˇje upravlja z vecˇimi Git repozitoriji
naenkrat.
SmartGit je graficˇni uporabniˇski vmesnik, ki je bil na trzˇiˇscˇe izdan leta
2009 in zˇe od takrat velja za enega bolj popularnih Git klientov. Namenjen
je tako zacˇetnikom kot tudi strokovnjakom podrocˇja. Dosegljiv je na ope-
racijskih sistemih Windows, MacOS ter Linux in na vseh ponuja priblizˇno
enake funkcionalnosti. Zastonjska verzija je namenjena osebnim projektom
ter v sˇolske namene, placˇljiva verzija pa podjetjem. Prvi mesec delovanja je
SmartGit deloval brezhibno, nato pa je kljub temu, da smo v zacˇetku izbrali
zastonjsko verzijo in ne poskusno placˇljivo verzijo SmartGita, zahteval nakup
placˇljive verzije, zaradi cˇesar smo ga nadomestili z GitHub Desktop [11].
GitHub Desktop je prav tako graficˇni uporabniˇski vmesnik za Git, le da
je namenjen lazˇjemu upravljanju repozitorijev s strani GitHub.com. Ponuja
vse funkcionalnosti SmartGita v drugacˇni, bolj moderni preobleki.
3.3.3 WinSCP
WinSCP (Windows Secure CoPy) je zastonjski, odprtokodni program, ki
ponuja varno prenasˇanje datotek iz lokalnega izvora na oddaljeni strezˇnik
preko protokola SFTP na operacijskem sistemu Microsoft Windows. Izsˇel je
zˇe leta 2000, cˇez vsa naslednja leta pa se je uspesˇno uveljavil kot eden od
bolj priljubljenih FTP klientov na trzˇiˇscˇu [12].
Pri razvoju aplikacije se je uporabljal za povezavo med lokalnim da-




Preden se zacˇne razvoj z ogrodjem Flutter, je potrebna priprava razvojnega
okolja. K srecˇi so postopki za vsak operacijski sistem in tudi vecˇ razlicˇnih
urejevalnikov kode obsˇirno opisani v Flutterjevi dokumentaciji [20]. V tej di-
plomski nalogi se bo sledilo postavitvi okolja za operacijski sistem Windows.
Preden se zacˇne z namestitvijo Flutter SDK, je treba najprej preveriti
predpogoje za namestitev:
 operacijski sistem vsaj Windows 7 SP1,
 vsaj 1.32 GB prostega prostora,
 namesˇcˇen Windows Powershell in Git.
Cˇe sistem ustreza predpogojem, se s postavitvijo okolja lahko nadaljuje.
V naslednjem koraku se nalozˇi datoteko flutter-sdk.zip in se jo razsˇiri
na zˇeleno lokacijo (datoteko se da pridobiti iz dokumentacije). Mozˇna alter-
nativa pa je tudi, da se sklonira Flutterjev repozitorij iz portala Github.
Naslednji korak je posodobitev okoljske spremenljivke Path (ang. enviro-
nment variable). V vsebino spremenljivke Path je namrecˇ potrebno dodati
pot, kamor se je v prejˇsnjem koraku razsˇirilo Flutter SDK. To poteka tako,
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da odpremo start meni in iˇscˇemo po nizu Environment variables. Tukaj
poiˇscˇemo spremenljivko Path in na njo dvakrat kliknemo, kar nam odpre okno
za urejanje spremenljivke, kjer nato dodamo pot do mape /flutter sdk/bin.
Cˇe smo do sedaj naredili vse pravilno, lahko preverimo tako, da v ukazno vr-
stico (ang. command prompt) vnesemo ukaz flutter doctor. S pomocˇjo
tega ukaza se lahko preveri, cˇe je sistem pripravljen za razvoj v ogrodju
Flutter oziroma – v nasprotnem primeru – kaj sˇe moramo postoriti, da bo.
Cˇeprav se lahko za razvoj v Flutterju uporablja tudi ostale urejevalnike
kode, je potrebno sˇe vedno namestiti Android Studio, ker je Flutter odvi-
sen od Android SDK, Android SDK Command-line Tools in Android SDK
Build-Tools, ki se namestijo poleg Android Studia. Cˇe bomo za razvoj upora-
bljali fizicˇno napravo, moramo poskrbeti, da je na njej omogocˇena opcija USB
debugging. Cˇe fizicˇna naprava ni na voljo, se lahko s pomocˇjo Android Stu-
dia ustvari simulator naprave (ang. emulator), na katerem se potem razvija
aplikacijo.
Cˇe bomo za razvoj uporabili Android Studio, moramo v njem namestiti
sˇe dva vticˇnika (ang. plugins), flutter in dart. Enako moramo storiti tudi,
cˇe bomo uporabljali Visual Studio Code.
Na koncu sˇe enkrat v ukazni vrstici pozˇenemo ukaz flutter doctor. Cˇe
je vsem pogojem zadosˇcˇeno, se lahko pricˇne z razvojom aplikacije [19].
4.2 Povezava s Firebase
Ker se v diplomski nalogi osredotocˇamo le na razvoj z ogrodjem Flutter, smo
zaradi preprostosti uporabe kot zaledni sistem uporabili Firebase. Funkcio-
nalnosti paketa Firebase, ki so bile uporabljene, so overitev uporabnika ter
podatkovna baza. Aplikacija bi seveda delovala tudi brez nasˇtetih funkcio-
nalnosti, vendar se s tem izgubi prenosljivost podatkov v primeru ponovne
namestitve aplikacije. Prijava v sistem je opisana v poglavju prijava.
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4.2.1 Podatkovna baza





 slikah, ki so bile dodane k transakciji,
Za bazo je bilo potrebno nastaviti pravila, ki pogojujejo, kdo lahko in kdo
ne sme dostopati do shranjenih podatkov. V nasˇem primeru sta bili nasta-
vljeni le dve pravili, ki samo prijavljenim uporabnikom z veljavnim zˇetonom
dovolijo vnasˇanje (ang. write) novih in branje (ang. read) obstojecˇih podat-
kov iz baze (Izpis 4.1).
{
"rules ": {
".read": "auth != null",
". write": "auth != null"
}
}
Izpis 4.1: Pravila podatkovne baze Firebase
Uporabniˇski racˇuni
V tabeli accounts hranimo vse dodane racˇune uporabnikov. Na prvem ni-
voju tabele se nahajajo identifikacijski nizi vsakega uporabnika, na drugem
pa identifikacijski nizi vsakega racˇuna, ki ga je ustvaril. Vsak vnos predsta-
vlja objekt account, katerega podrobnosti so opisane v poglavju 4.3.4.
S pomocˇjo paketa provider se lahko kjerkoli v aplikaciji na preprost nacˇin
izvaja operacije fetchAccounts, addAccount, editAccount,
deleteAccount nad tabelo accounts, saj so v objektu AccountsProvider
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definirane metode, ki izvajajo HTTP klice na Firebase API. Primer metode,
s katero je mozˇno spremeniti podatke zˇe obstojecˇega racˇuna, vidimo na sliki
4.1.
Slika 4.1: Urejanje podatkov zˇe obstojecˇega racˇuna
Najprej v seznamu accounts preverimo, cˇe racˇun, ki ga zˇelimo urediti
sploh obstaja. Cˇe obstaja, sestavimo naslov, kamor se zahtevek posˇlje. Para-
meter dbUrl je spletni naslov, kjer je postavljena Firebase podatkovna baza;
userId je identifikacijski niz uporabnika, ki je bil avtomatsko ustvarjen ob
registraciji; id je identifikacijski niz racˇuna, ki ga zˇelimo urediti; zadnji pa-
rameter authToken je edinstven zˇeton, ki se zgnerira ob vsaki uporabnikovi
prijavi. Cˇe zˇetona ne podamo ali pa podamo neveljaven zˇeton, klic ne bo
uspel. Zahtevke posˇiljamo s pomocˇjo paketa http.
Vsak objekt, ki se posˇilja na podatkovno bazo, moramo najprej pretvoriti
v JSON obliko in obratno; vsak odgovor, ki ga dobimo, kadar iz baze beremo
podatke, moramo pretvoriti iz JSON oblike v pripadajocˇ objekt. V ta namen
sta bili na model vsakega objekta, ki se shranjuje v bazo, dodani staticˇni
metodi toJson(), fromJson().
Uporabniˇski podatki
V tabeli users hranimo zaenkrat le dva uporabnikova podatka: eden je
podatek o nastavljenem mesecˇnem limitu, drugi podatek pa je objekt tipa
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HashMap, kjer kljucˇ predstavlja prebran izdelek, vrednost kljucˇa pa ID ka-
tegorije (mapProductCategoryId se uporablja, kadar uporabnik uvazˇa tran-
sakcijo preko nacˇina BillSea). Tukaj je le en nivo tabele, kjer se nahajajo
identifikacijski nizi uporabnikov.
Transakcije in ponavljajocˇe transakcije
Struktura tabele transactions je enaka kot pri tabeli accounts. Tukaj se
hranijo vse transakcije, ki jih je uporabnik vnesel v aplikacijo.
V tabeli recurringTransactions se hranijo uporabnikove ponavljajocˇe
transakcije.
Bolj podrobno so transakcije opisane v poglavju 4.3.5, ponavljajocˇe tran-
sakcije pa v 4.3.6.
Slike transakcij
Slike, ki so bile dodane k transakciji, se shranjujejo v locˇeno tabelo
transactionImages. Razlog za to so bile tezˇave z ucˇinkovitostjo delovanja
aplikacije, kadar so se skupaj s transakcijami nalagale tudi dodane slike. Ker
so slike v bazi shranjene v base64 formatu, se je, cˇe so bile slike hranjene
v tabeli transactions, prijava v aplikacijo obcˇutno podaljˇsala. To tezˇavo
se je obsˇlo tako, da se je slike zacˇelo shranjevati v drugo tabelo, v objekt
transakcije pa namesto slike v base64 formatu zapisalo edinstven ID slike v
tabeli transactionImages.
4.3 Opis funkcionalnosti
Aplikacija uporabniku omogocˇa preprost pregled svojih navad porabe,
dolocˇiti kriticˇne predele odhodkov s prevelikim zneskom in trenutno stanje
na njegovem bancˇnem racˇunu. Pri razvoju je bila pozornost usmerjena na
preprostost uporabe aplikacije in cˇim lazˇje dodajanje novih transakcij.
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4.3.1 Prijava
Slika 4.2: Zacˇetni zaslon aplikacije
Ko uporabnik prvicˇ zazˇene aplikacijo, se prikazˇe zacˇetni ekran, kjer lahko
opravi registracijo in prijavo (Slika 4.2). Zaenkrat je implementiran le nacˇin
prijave z elektronsko posˇto in geslom.
Ob kliku na gumb Registracija se odpre modalno okno s tremi gradniki
tipa TextFormField. Prvi je namenjen elektronskemu naslovu, drugi geslu in
tretji potrditvi gesla. Ob potrditvi se za vsako polje izvede validacija vnosa:
 elektronski naslov: obvezen, validiran z regularnim izrazom po
standardu RFC 5322 [22],
 geslo: obvezno, vsaj 8 znakov, najvecˇ 100,
 potrditev gesla: obvezno, vsebina mora biti enaka kot pri zgornjem
polju.
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Cˇe podatki ustrezajo navedenim pogojem, se izvrsˇi registracijski zahtevek
na Firebase. Cˇe registracija ni bila uspesˇna, se je treba pozanimati, kaksˇno
napako je vrnil Firebase. Glede na pridobljen podatek se prikazˇe modalno
okno s primernim opisom tezˇave. Mozˇni odgovori iz Firebasa in njihov opis:
 EMAIL EXISTS: Ta e-mail je zˇe v uporabi.
 INVALID EMAIL: E-mail ni v pravem formatu.
 WEAK PASSWORD: Geslo je presˇibko.
 EMAIL NOT FOUND: Napacˇni podatki.
 INVALID PASSWORD: Napacˇni podatki.
Ob uspesˇni registraciji si s pomocˇjo paketa flutter secure storage shra-
nimo podan elektronski naslov in geslo v varen pomnilnik (ang. secure sto-
rage). Podatka uporabljamo, kadar se uporabnik prijavlja v aplikacijo z upo-
rabo sˇtevilke PIN ali biometrije. Po tem se okno za registracijo zapre in se
prikazˇe modalno okno o uspehu registracije. Nato lahko uporabnik nadaljuje
na prijavo, kjer je zˇe predizpolnjeno polje za elektronski naslov s podatkom,
ki ga pridobimo ob uspesˇni registraciji.
Ko se uporabnik prvicˇ prijavi, mora opraviti proces vkrcanja (ang. onbo-
arding), kjer na prvem koraku dolocˇi PIN, katerega bo uporabljal za vsako
nadaljnjo prijavo. Na drugem koraku izbere, ali bo uporabljal funkcijo pri-
jave z uporabo biometrije, na tretjem koraku pa si ustvari svoj prvi racˇun
(Slika 4.3).
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Slika 4.3: Prvi, drugi in tretji korak procesa vkrcanja
Ker nam ob prijavi Firebase v odgovoru vracˇa tudi podatek o cˇasovni
veljavnosti trenutne prijave, smo implementirali avtomatsko odjavo po pre-
teku cˇasovnega intervala. Iz odgovora preberemo podatek expiresIn, kjer
je v sekundah dolocˇen cˇas veljavnosti (trenutno 3600s = 1h). Sledi uporaba
objekta Timer, kateremu se pri inicializaciji poda dva parametra, podatek o
cˇasu poteka in metodo, ki se izvede ob poteku. Cˇe se uporabnik zˇe prej ne
odjavi sam, ob poteku odsˇtevalnika klicˇemo metodo logout().
Uporabnik se samo prvicˇ prijavi z elektronsko posˇto in geslom, vse nadalj-
nje prijave se izvedejo z vpisom PIN sˇtevilke, dolocˇene pri procesu vkrcanja
ali pa z uporabo biometrije, cˇe ima uporabnik to funkcionalnost vklopljeno
(Slika 4.4). Biometrija je implementirana s pomocˇjo paketa
local auth.
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Slika 4.4: Prijava s PIN sˇtevilko ali prstnim odtisom
Mozˇna nadgradnja trenutnega nacˇina overitve bi bila, da se podpre sˇe
ostale nacˇine prijave (Google, Apple, Facebook) in se omogocˇi delovanje apli-
kacije tudi takrat, kadar mobilni internet ni na voljo. Prav tako bi bilo dobro
implementirati mozˇnost spremembe gesla, kadar je racˇun zˇe ustvarjen.
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4.3.2 Zacˇetni zaslon
Slika 4.5: Zacˇetni zaslon aplikacije
Na zacˇetnem zaslonu (Slika 4.5) je prikazano trenutno stanje na vseh aktiv-
nih racˇunih skupaj, graficˇni prikaz trenutne vrednosti limita, seznam dodanih
uporabniˇskih racˇunov in mozˇnost dodajanja novih ter seznam transakcij za
tekocˇi mesec. Slednji je razvrsˇcˇen po datumu padajocˇe. S klikom na eno od
transakcij se odprejo podrobnosti transakcije, kjer lahko urejamo podrobno-
sti, kot so kategorija, znesek, datum transakcije ipd., z daljˇsim pritiskom na
transakcijo pa se prikazˇe modalno okno za potrditev izbrisa transakcije. V
primeru, ko uporabnik nenamerno potrdi izbris transakcije, s pomocˇjo gra-
dnika SnackBar na dnu ekrana prikazˇemo za cˇasovni interval 5 sekund okno,
kjer s klikom na gumb ’Razveljavi’ povrnemo izbrisano transakcijo (Slika
4.6).
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Slika 4.6: Obnovitev izbrisane transakcije
S podrsom levo oziroma desno se uporabnik premika med meseci, s klikom
na mesec in leto v zgornjem desnem kotu pa se odpre okno za rocˇno izbiro
meseca. V spodnjem kotu se nahaja plavajocˇ gumb, ki ob kliku prikazˇe nabor
sˇtirih razlicˇnih nacˇinov dodajanja nove transakcije:
 rocˇno,
 preko OCR skeniranja,
 preko QR kode,
 preko BillSea racˇuna.
Gumb se ob vertikalnem pomikanju po zaslonu skrije, da ni v napoto med
navigacijo. Levo zgoraj je gumb za prikaz levega menija, od koder lahko
uporabnik navigira do ostalih funkcionalnosti:
 statisticˇni pregledi,
 prikaz ponavljajocˇih se transakcij,
 uvoz/izvoz transakcij,
 nastavitve.
Uporabnikovi racˇuni so prikazani kot horizontalen seznam, ki postane
premikajocˇ, cˇe je racˇunov toliko, da skupaj presezˇejo desno zunanjo mejo
ekrana. Posamicˇen racˇun je sestavljen iz treh podatkov: imena, trenutnega
stanja na racˇunu ter poljubno izbrane barve. Podatki so prikazani na po
meri zgrajenem gradniku v obliki kartice. Ob enkratnem pritisku na kartico
se racˇunu spremeni stanje, lahko je namrecˇ aktiven ali neaktiven. To se na
uporabniˇskem vmesniku odrazˇa tako, da trenutno stanje in seznam transakcij
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vedno prikazuje podatke le od aktivnih racˇunov. Ob daljˇsem pritisku se
nam odpre modalno okno tipa BottomSheet, kjer se lahko ureja podrobnosti
racˇuna ali pa se ga v celoti izbriˇse. Z izbrisom racˇuna se izbriˇsejo tudi vse
transakcije, povezane z njim. Nov racˇun se lahko doda s pritiskom na kartico
z ikono znaka +, ki je vedno prisotna na zadnjem mestu v seznamu racˇunov.
Transakcije na seznamu so sestavljene s pomocˇjo gradnika ListTile in so
razporejene skupaj po dnevih, razvrsˇcˇenih po datumu padajocˇe. ListTile
[2] je gradnik s podobnimi lastnostmi kot Row, le da se mu da nekoliko lazˇje
nastaviti njegove parametre kot so:
 leading: levo poravnan gradnik,
 title: glavno besedilo,
 subtitle: besedilo umesˇcˇeno pod glavnim,
 trailing: desno poravnan gradnik.
Pri prikazu transakcije vsebuje lastnost leading ikono kategorije in – pod
pogojem, da imamo vecˇ kot en racˇun – v spodnjem desnem kotu tudi majhen
krogec, ki ponazarja barvo racˇuna, na katerem se transakcija nahaja. Kot
glavno besedilo (title) je prioritetno izbrano ime transakcije, cˇe pa le to
ni nastavljeno, se vzame ime kategorije. Cˇe je dodan opis transakcije, se ta
pojavi pod imenom (subtitle). Na desni strani gradnika ListTile pa se
nahaja znesek transakcije, ki je obarvan rdecˇe, cˇe je transakcija odliv; cˇe je
pa prihodek, se obarva zeleno (trailing).
4.3.3 Kategorije
Za boljˇsi oziroma bolj natancˇen statisticˇni pregled ob koncu meseca mora biti
vsaka transakcija opremljena s kategorijo. Posamicˇno kategorijo se definira








Izpis 4.2: Vsebina objekta category
Nabor vseh mozˇnih kategorij: avto, bar, darila, drugo, elektronika, izo-
brazˇevanje, krediti, oblacˇila in dodatki, otroci, potovanja, prihodki, racˇuni,
restavracija, transport, zdravje.
Vse razpolozˇljive kategorije so vidne ob pritisku ikone na vrhu ekrana
med dodajanjem nove oziroma urejanjem zˇe vnesene transakcije. Zaenkrat
imajo vsi uporabniki enak izbor kategorij, saj se jih sˇe ne da urejati po meri
ali dodajati novih. To bi bila le ena od mozˇnosti izboljˇsav aplikacije.
Kadar je transakcija razdeljena na vecˇ kategorij, se prikazˇe kategorija
Vecˇ kategorij z identifikacijskim nizom MULTIPLE. Na podlagi tega podatka
se spremeni nekaj podatkov na uporabniˇskem vmesniku. Kako uporabnik
razdeli transakcijo na vecˇ kategorij, je opisano v poglavju 4.3.5.
4.3.4 Racˇuni
Kot zˇe opisano v poglavju 4.3.2, se racˇuni lahko urejajo in dodajajo le na
zacˇetnem zaslonu aplikacije. Brez izbranega racˇuna se ne da zakljucˇiti pro-
cesa dodajanja oziroma urejanja transakcije. Racˇun je definiran z identifika-
cijskim nizom, imenom, barvo, s stanjem, stanjem o aktivnosti ter podatkom,









Izpis 4.3: Vsebina objekta account
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Takrat, ko ima uporabnik dodanih vecˇ racˇunov si lahko izbere en racˇun,
ki bo prioritetno v seznamih vedno na prvem mestu in kjer je mogocˇe, ve-
dno predizbran. Glavni racˇun si lahko uporabnik nastavlja v nastavitvah
aplikacije.
4.3.5 Transakcije












Map <String , double > mapCategoryIdTotalCategoryAmount;




Izpis 4.4: Vsebina objekta transaction
Opis vsake lastnosti in obrazlozˇitev, cˇemu je namenjena:
 id: vsaka transakcija je definirana z identifikacijskim nizom dolzˇine
19 znakov. Tega nam avtomatsko ustvari Firebase in izgleda pri-
blizˇno tako M86xZihUaPrmfoq-FoZ.
 title: uporabniˇsko nastavljen naslov transakcije.
 amount: znesek transakcije.
 date: datum, kadar je bila transakcija opravljena.
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 note: opis transakcije.
 categoryId: ID izbrane kategorije za transakcijo.
 accountId: ID racˇuna na katerem se nahaja transakcija.
 isIncome: boolean vrednost, ki nam pove ali je transakcija odliv
ali priliv.
 pictureId: ID slike, ki je bila dodana transakciji.
 categoryIdBeforeSplit: ID kategorije, preden je bila transakcija
razdeljena na vecˇ kategorij.
 mapCategoryIdTotalCategoryAmount: kadar uporabnik rocˇno
razdeli transakcijo na vecˇ kategorij, se sem zapiˇse delitev. Kljucˇ
je ID kategorije, vrednost pa skupen znesek.
 mapCategoryIdListOfItems: kadar uporabnik doda transakcijo
preko BillSea identifikatorja, se sem zapiˇse delitev transakcije po
kategorijah in seznam izdelkov, ki v to kategorijo spadajo. Kljucˇ je
torej ID kategorije, vrednost kljucˇa pa seznam izdelkov prebranih
iz BillSea racˇuna, ki spadajo v to kategorijo.
 billseaUrl: povezava do racˇuna BillSea.
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Podrobnosti transakcije
Slika 4.7: Podrobnosti transakcije
Do podrobnosti o posamezni transakciji lahko uporabnik dostopa s klikom
na transakcijo v seznamu transakcij na zacˇetnem zaslonu. Tukaj lahko vidimo
podrobnosti transakcije, jih urejamo, transakcijo razdelimo na vecˇ kategorij
ali pa jo izbriˇsemo (Slika 4.7). Kaj vse lahko na tem zaslonu urejamo, je
opisano v poglavju rocˇni vnos.
Delitev transakcije na vecˇ kategorij lahko opravimo iz menija v zgornjem
desnem kotu. Prikazˇe se nam zaslon ’Razdeli na kategorije’ (Slika 4.8, levo),
kjer lahko uporabnik doda vecˇ kategorij. Ob kliku na gumb ’Shrani’ v poda-
tek
mapCategoryIdTotalCategoryAmount shranimo vse dodane kategorije in zne-
ske, v podatek categoryIdBeforeSplit shranimo ID trenutno nastavljene
kategorije, nastavimo splitByCategories na vrednost true ter na novo ure-
jeno transakcijo posˇljemo v podatkovno bazo. Po koncˇanem urejanju tran-
sakcije uporabnika preusmerimo nazaj na podrobnosti transakcije, kjer lahko
opazimo spremenjen skupni znesek in spremembo prejˇsnje kategorije v ’Vecˇ
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kategorij’ (Slika 4.8, na sredini). Sedaj se s klikom na kategorijo ne odpre
meni za izbor kategorij, ampak desni meni, kjer se nahaja seznam katego-
rij, na katere je transakcija razdeljena (Slika 4.8, desno). Cˇe zˇeli uporabnik
ponastaviti delitev transakcije na kategorije, lahko v desnem meniju izbere
mozˇnost ’Ponastavi kategorije’ in vrne stanje transakcije na stanje, prisotno
pred delitvijo.
Slika 4.8: Proces delitve transakcije na vecˇ kategorij
Dodajanje transakcij
Dodane transakcije za dolocˇen mesec so prikazane na zacˇetnem zaslonu. S
klikom na plavajocˇi gumb v spodnjem desnem kotu lahko novo transakcijo
dodamo na sˇtiri razlicˇne nacˇine:
 Uvoz racˇuna s storitve Billsea,
 preko QR kode,




Slika 4.9: Rocˇni vnos transakcije
Z izbiro rocˇnega vnosa se odpre ekran (Slika 4.9), na katerem uporabnik
lahko ureja naslednje podrobnosti transakcije:
 Na vrhu ekrana je ikona za izbor kategorije. Privzeto je izbrana
prva kategorija v seznamu.
 Pod tem se nahaja gradnik TextFormField, kamor vpiˇsemo znesek
transakcije.
 Pod zneskom se nahajata dva gumba: eden za izbor racˇuna, na
katerem je transakcija izvrsˇena, drugi pa je namenjen izboru da-
tuma transakcije. Privzeto je vedno izbran prvi racˇun v seznamu
oziroma glavni racˇun, datum pa se vedno nastavi na danasˇnjega.
Vsa do sedaj nasˇteta polja so obvezna.
Diplomska naloga 49
 Po tem se nahaja vrstica, kamor uporabnik lahko vpiˇse ime in opis
transakcije, na desni se pa transakciji lahko doda sliko. Nobeno
od teh polj ni obvezno.
 Na dnu forme se nahaja mozˇnost izbora razlicˇnih pogostosti po-
navljajocˇe transakcije.
 Na dnu ekrana je vedno poravnan gumb za potrditev dodajanja
nove transakcije.
Na polju za ime je implementirana funkcionalnost, ki uporabniku ob dru-
gem vpisanem znaku ponudi spustno polje (ang. dropdown menu), v katerem
so nasˇteta vsa imena transakcij, ki jih je zˇe kdaj uporabil in se zacˇnejo s tre-
nutno vpisanima znakoma (ang. typeahead). Vsakicˇ, ko uporabnik doda
novo transakcijo ali spremeni zˇe obstojecˇo se – pod pogojem, da je ime tran-
sakcije izpolnjeno – poleg imena v podatkovno bazo zapiˇse tudi podatek o
izbrani kategoriji. Ob izbiri ene od ponujenih opcij se besedilo izbranega
imena vpiˇse v polje, avtomatsko se potem spremeni tudi kategorija. To upo-
rabniku omogocˇa hitrejˇsi in lazˇji rocˇni vnos transakcije.
Vsebina polj znesek, ime in opis transakcije je preverjena ob kliku na
gumb ’Dodaj’. Cˇe katerokoli od polj ne ustreza pogojem, se obarva rdecˇe,
pod njim pa se izpiˇse besedilo ob dolocˇeni napaki. Pravila za znesek:
 Znesek ne sme biti prazen. Obvestilo ob napaki:
Polje je obvezno.
 Znesek lahko vsebuje samo sˇtevke in decimalno piko oziroma ve-
jico. Obvestilo ob napaki: Nepravilen vnos.
 Znesek mora biti vecˇji od 0 in manjˇsi od 1000000. Obvestilo
ob napaki: Znesek mora biti vecˇji od 0. oziroma Znesek je
previsok.
Za opis in ime se uporablja zgolj eno pravilo: besedilo imena ne sme biti
daljˇse od 32 znakov, besedilo opisa pa lahko vsebuje najvecˇ 64 znakov.
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Ob pritisku na ikono kamere se uporabniku odpre ekran za zajem slike
iz zadnje kamere telefona. Cˇe odpira ta zaslon prvicˇ, ga aplikacija vprasˇa
za dostop do kamere (ang. permission check). Za pomocˇ pri zajemu slike
se uporabljata dva paketa: camera in path provider. Paket camera nam
omogocˇa preprosto uporabo kamere na obeh platformah, path provider pa
hiter dostop do pogosto uporabljenih lokacij na datotecˇnem sistemu (ang. file
system). Ob pritisku na gumb za zajem slike sprva s pomocˇjo path provider
ustvarimo pot do zacˇasne lokacije na datotecˇnem sistemu, kamor bomo shra-
nili zajeto sliko. Nato na objekt tipa CameraController klicˇemo metodo
takePicture(String path), kateri kot argument podamo zˇe ustvarjeno zacˇasno
pot. Zajeti sliki nato popravimo rotacijo, da je vedno v portretnem nacˇinu
in s pomocˇjo paketa flutter image compress zmanjˇsamo za 50%. Ob kliku
na gumb ’Dodaj’ zajeto sliko zakodiramo v nacˇinu base64 in kot objekt tipa
String shranimo v podatkovno bazo. Ko Firebase sliko uspesˇno shrani, v
odgovoru posˇlje ustvarjen identifikacijski niz, ta se pa nato zapiˇse v lastnost
transakcije pictureId.
Podrobnosti o ponavljajocˇih transakcijah so opisane v poglavju 4.3.6.
Vnos z OCR skeniranjem racˇuna
Ob kliku na gumb ’Preberi racˇun’ se odpre ekran za zajem slike. Proces
zajema slike je enak kot je opisan v prejˇsnjem poglavju s to razliko, da po
zajemu s pomocˇjo OCR skeniranja iz slike izlusˇcˇimo podatke o kraju in da-
tumu nakupa ter skupnem znesku na racˇunu. OCR skeniranje je implemen-
tirano s pomocˇjo paketa firebase ml vision, ki omogocˇa vecˇ razlicˇnih vrst




 identifikacija razlicˇnih objektov, lokacij, zˇivalskih vrst, itd.,
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 prepoznava znamenitosti,
 prepoznava dolocˇenega objekta na zaslonu,
 prepoznava besedila [13].
OCR skeniranje spada pod kategorijo prepoznava besedila.
Z uspesˇno zajeto sliko ustvarimo objekt tipa FirebaseVisionImage. Nato
ustvarimo sˇe objekt tipa TextRecognizer, na katerem poklicˇemo metodo
processImage(FirebaseVisionImage image). Ta nam vrne objekt tipa
VisionText v katerem je shranjeno prebrano besedilo iz zajete slike. Na-
slednji korak je, da iz VisionText objekta izlusˇcˇimo relevantne podatke.
Objekt VisionText ima prebrano besedilo shranjeno v seznamu
List<TextBlock> blocks. TextBlock si lahko predstavljamo kot odstavek,
prebran iz podane slike, ta pa vsebuje seznam objektov tipa TextLine. Tukaj
lahko najdemo v seznamu shranjeno vsako besedo posebej. Za nasˇe potrebe
je bila dovolj iteracija cˇez seznam objektov TextLine, kjer smo potem s
pomocˇjo zastavljenih regularnih izrazov izlusˇcˇili zˇelene podatke.
Slika 4.10: Struktura objekta VisionText
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Sprva preverimo, cˇe je seznam visionText.blocks prazen, kar pomeni,
da v zajeti sliki ni bilo najdenega besedila. V tem primeru se prikazˇe modalno
okno, ki uporabnika obvesti o neuspesˇnem branju racˇuna. Cˇe je besedilo bilo
najdeno, se v zanki sprehodimo skozi seznam vrstic v posamicˇnem TextBlock
objektu. Na vsaki vrstici nato klicˇemo metodo
RegExp.hasMatch(String input), ki nam vrne true, cˇe je bil najden niz,
ki ustreza podanemu regularnemu izrazu.
Prvi podatek, ki ga izlusˇcˇimo iz prebranega racˇuna, je kraj nakupa. Ker
se podatek v vecˇini primerov vedno nahaja v prvem TextBlock objektu, se za
ime transakcije vedno izbere prva prebrana vrstica racˇuna, kar najpogosteje
zadostuje.
Naslednji podatek je datum nakupa. Regularni izraz, po katerem iˇscˇemo
datum, prikazuje slika 4.11.
Slika 4.11: Regularni izraz za datum
S tem regularnim izrazom pokrijemo naslednje formate datumov z uvo-
dnimi nicˇlami ali brez njih:
 dd.MM.LLLL (01.01.2020/1.1.2020/1.01.2020)
 dd.MM.LL (01.01.20/1.1.20/1.01.20)
Tako pokrijemo vecˇino formatov datumov, ki se pojavljajo na racˇunih.
Sledi podatek o skupnem znesku racˇuna. Implementirana sta bila dva
nacˇina izlusˇcˇevanja podatka. Prvi nacˇin preprosto z regularnim izrazom
poiˇscˇe, ali se v TextLine nahaja zadetek, tega izlusˇcˇi ven in shrani v se-
znam List<double> foundAmounts.
Z regularnim izrazom (Slika 4.12) v vrstici iˇscˇemo po sˇtevilkah, ki imajo
v prvi najdeni skupini 1-3 sˇtevke, ki se zakljucˇijo z vejico ali piko, nato sledi
poljubno sˇtevilo skupin po tri sˇtevke, ki so med sabo locˇene s piko ali vejico,
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Slika 4.12: Regularni izraz za znesek z dvemi decimalnimi mesti
konec pa se zakljucˇi z dvema sˇtevkama. Bolj natancˇen izraz bi se dalo iskati
po skupini sˇtevk, ki so locˇene z vejico ter na koncu s piko, saj je to pravilen
format zapisa zneska (23.456,23 e), a se ta ni obnesel zaradi obcˇasnih motenj
pri OCR prepoznavi znakov.
Drugi nacˇin si ob prepoznanem znesku zraven zapiˇse sˇe X koordinato
najdenega podatka. Imamo torej podatkovno strukturo tipa HashMap, ki
ima za kljucˇ X koordinate najdenih zneskov, vrednost je pa seznam najdenih
zneskov List<double>. Od tukaj dalje najprej se najde najvecˇjo vrednost
X in pobere vse najdene zneske, ki se nahajajo na podobni X koordinati.
Vsi zneski se namrecˇ obicˇajno nahajajo na desni strani racˇuni. Iz seznama
najdenih desno poravnanih zneskov se shrani najviˇsjega kot skupen znesek
racˇuna. Mozˇnost izboljˇsave bi bila, da se vse vrednosti razen najviˇsje v tem
seznamu sesˇteje in primerja z najviˇsjim najdenim zneskom na racˇunu in na
podlagi tega bolj natancˇno dolocˇi skupen znesek racˇuna.
Z drugim nacˇinom se je mogocˇe izogniti nekaterim tezˇavam, ki se obcˇasno
pojavljajo pri prvem nacˇinu. Recimo, da je skupen znesek racˇuna 4.6 e,
datum racˇuna pa je 16. 07. 2020. V tem primeru je algoritem 16.07 prepoznal
kot najviˇsji znesek na racˇunu. Zaradi tega je bilo treba iz seznama najdenih
zneskov najprej odstraniti morebiten znesek, ki je enak kot datum nakupa.
Pri prvem nacˇinu se je pri nekaterih racˇunih pojavil problem, ker vkljucˇujejo
tudi podatek o osnovnem kapitalu podjetja, kar zopet pokvari podatek o
skupnem znesku nakupa. Ta problem se je resˇilo tako, da se je najviˇsji
najden znesek omejilo na 10.000,00 e. Tukaj je seveda predpostavka, da
obicˇajno zneski na racˇunu ne presegajo tega limita.
Obcˇasno se je tudi pojavljal primer, ko je vrednost DDV prepoznalo kot
znesek, saj se na racˇunih nekaterih trgovcev DDV zapiˇse s presledkom med
22,0 in znakom za odstotek. Tezˇavo se je odpravilo s tem, da je bil pri vsakem
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prepoznanem znesku sˇe podan pogoj za dodajanje v seznam le pod pogojem,
da vrstica ne vsebuje znaka %.
Pri nekaterih racˇunih se je pojavljala tezˇava pri uveljavljanju popustov ali
kuponov. V taksˇnih primerih nekateri trgovci zapisujejo poleg skupnega zne-
ska s popustom sˇe skupen znesek brez popusta, katerega algoritem napacˇno
dolocˇi kot skupni znesek racˇuna. Tej tezˇavi se izognemo tako, da z regu-
larnim izrazom iˇscˇemo tudi zneske, na katerih je predpona znak −. Vse
najdene negativne zneske se shranjuje v seznam in skupno vrednost odsˇteje
od najdenega skupnega zneska.
Cˇe je bil najden vsaj eden od nasˇtetih podatkov, nadaljujemo dalje na
ekran ’Nova transakcija’, kjer so polja za znesek, datum ter ime zˇe prediz-
polnjena s prebranimi vrednostmi. Cˇe je prebrano ime najdeno v seznamu
zˇe uporabljenih imen, se nastavi tudi kategorijo na tisto, ki je bila s tem
imenom nazadnje izbrana. Prav tako pa se shrani tudi zajeto sliko. Tako
uporabniku ni potrebno ponovno fotografirati zˇe prebranega racˇuna.
Vnos s skeniranjem QR kode
Od leta 2018 dalje mora biti vsak davcˇno potrjen racˇun v Sloveniji opremljen
s sledecˇimi podatki:
 cˇas izdaje racˇuna (ura in minute),
 oznaka fizicˇne osebe, ki izda racˇun z uporabo elektronske naprave
za izdajo racˇuna,
 enkratna identifikacijska oznaka racˇuna (EOR),
 zasˇcˇitna oznaka izdajatelja racˇuna (ZOI).
Enkratna identifikacijska oznaka racˇuna (EOR) je nakljucˇno ustvarjena
oznaka, preko katere Financˇna uprava Republike Slovenije (FURS) potrdi,
da je zavezanec izdan racˇun prijavil davcˇnemu organu. Primer oznake EOR:
34facd65-622b-745d-a541-30ab1f9d3ac1.
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Zasˇcˇitna oznaka izdajatelja racˇuna (ZOI) se uporablja za ugotavljanje pri-
stnosti racˇuna. Sestavljen je iz posebnega algoritma, kateremu kot parametre
dodamo nekatere podatke na racˇunu in digitalno potrdilo davcˇne blagajne,
na kateri je bil racˇun izdan. Primer oznake ZOI:
2048f0a369e37b4258e741fc8ae9ffc2
QR oznaka na racˇunu je sestavljena iz sˇtirih razlicˇnih podatkov katerih
skupna dolzˇina znasˇa 60 znakov:
 Oznaka ZOI pretvorjena v desetiˇski zapis,
 davcˇna sˇtevilka zavezanca,
 datum in cˇas izdaje racˇuna zapisan v formatu
LLMMDDUUMMSS,
 kontrolni znak, izracˇunan kot vsota vseh sˇtevilk po modulu 10 [7].
V namen pridobitve podatkov o racˇunu s skeniranjem QR kode je bila
podana poizvedba na FURS, ali bi bil mogocˇ dostop do vmesnika, ki bi ob
podani oznaki ZOI ali pa prebrani QR kodi vrnil podatke o racˇunu. S tem
bi se lahko zagotovilo vedno pravilno prebrane podatke, cˇesar OCR skeni-
ranje racˇuna ne omogocˇa. Zˇelji so ustregli in omogocˇili dostop do njihovega
vmesnika s to zahtevo, da se lahko dostopa le iz staticˇnega IP naslova, ki je
bil dodan v seznam dovoljenih IP naslovov (ang. whitelist). Ker aplikacija
tecˇe na mobilnih telefonih, ki nimajo zagotovljenega staticˇnega naslova IP, je
bilo potrebno razviti strezˇnik, ki bo deloval kot neke vrste preusmerjevalnik
prometa.
Ideja je torej, da se na strezˇnik posˇlje zahtevek, ki vsebuje prebrano QR
kodo. Strezˇnik nato kodo posreduje na FURSov vmesnik in ob rezultatu
posreduje odgovor nazaj v aplikacijo, kjer preberemo relevantne podatke.
Naslednji izziv je bil izbira gostovanja, ki nam omogocˇa postavitev
strezˇnika s staticˇnim IP naslovom. Eno od teh je DigitalOcean, ponudnik
storitev gostovanj v oblaku za manjˇsa podjetja ali posamezne razvijalce pro-
gramske opreme. Za ogrodje strezˇnika je bil izbran Node.js, ker omogocˇa
hitro postavitev zalednega sistema in bo za potrebe aplikacije vecˇ kot dovolj.
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Branje QR kode poteka po podobnem principu kot OCR skeniranje
racˇuna. Najprej zajamemo sliko z zadnje kamere in z njo instanciramo objekt
FirebaseVisionImage, nato pa namesto TextRecognizer uporabimo objekt
BarcodeDetector. Ime sicer namiguje, da lahko skeniramo zgolj cˇrtne kode
(ang. barcode), a temu ni tako. BarcodeDetector lahko kot parameter
podamo objekt BarcodeDetectorOptions, ta pa kot parameter sprejme se-
znam vseh BarcodeFormat formatov, katere zˇelimo prepoznavati. Mi bomo
uporabili BarcodeFormat.qrCode, privzeta izbira pa je BarcodeFormat.all.
Kar sˇe ostane je, da poklicˇemo metodo prikazano na izpisu 4.5.
final List <Barcode > qrCodes =
await barcodeDetector.detectInImage(visionImage);
Izpis 4.5: Pridobitev QR kod iz zajete slike
Ta vrne vse prepoznane QR kode na zajeti sliki, katere se shrani v seznam
qrCodes. Cˇe je vrnjen seznam prazen na ekranu, prikazˇemo obvestilo o
neuspelem poskusu branja QR kode.
Cˇe je bila QR koda uspesˇno prebrana, na strezˇnik posˇljemo GET zahtevek
prikazan na izpisu 4.6.
GET http ://{ serverIpAddress }/qr?code={ qrCode}
Izpis 4.6: Spletni naslov poizvedbe na nasˇ strezˇnik
Strezˇnik nato ustvari naslednji URL in nanj posˇlje GET zahtevek prikazan
na izpisu 4.7.
GET https :// blagajne -test.fu.gov.si/v1/getInvoice?
qr={ qrCode }& apikey ={ apikey}
Izpis 4.7: Spletni naslov poizvedbe na FURS strezˇnik
Parameter apikey je edinstven identifikacijski niz, katerega nam je poslal
FURS in nam omogocˇa dostop do njihove storitve. Cˇe apikey ni prilozˇen
zahtevku bo vmesnik zavrnil poizvedbo. Ob prejetem odgovoru ga strezˇnik
pretvori v obliko JavaScript Object Notation (JSON) in posreduje nazaj apli-
kaciji, kjer najprej preverimo response.statusCode. Ta podatek pove, ali
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je bil zahtevek uspesˇno izveden. V primeru, da je response.statusCode vecˇ
ali enako 400, vrzˇemo izjemo (ang. throw exception) in na ekranu prikazˇemo
obvestilo o neuspelem poizkusu branja QR kode. V nasprotnem primeru
dekodiramo response.body, kje se nahajajo podatki o prebranem racˇunu.
Primer odgovora je prikazan na izpisu 4.8.
{
"Data": {
"TaxNumber ": 12345678 ,
"UniqueInvoiceID ":
"6df8d352 -578f-4a84 -bf3d -fe31949362ac",
"ProtectedID ": "34205 acff14bb110c9af2e9d7efe59bb",
"IssueDateTime ": "2020 -07 -21 T13 :05:24" ,
"IssuerName ": "Interspar Vic",
"IssuerAddress ":
" Jamova cesta 105, 1000 Ljubljana",
"InvoiceAmount ": 72.66 ,












Izpis 4.8: Primer vrnjenega objekta s podatki o racˇunu
Najbolj pomemben podatek, ki nas iz odgovora zanima, je
responseData[’status’][’code’]. Ta vsebuje informacijo o uspehu po-
izvedbe, responseData[’status’][’msg’] pa bolj podroben opis uspeha
oziroma napake. FURS vmesnik lahko vrne naslednji nabor statusov:
 1: Invoice found,
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 2: Invoice missing,
 3: Multiple invoices with same parameters in database,
 4: InvalidApiKey,
 5: ApiKeyNotAproved,
 6: Access limit has been reached,
 99: Error.
Samo takrat, kadar je vrnjen status enak 1 , se nadaljuje s pridobitvijo
podatkov iz odgovora, ki je precej bolj enostavno kakor pri OCR skeniranju.
Potrebovane podatke se izlusˇcˇi na sledecˇ nacˇin:
 Znesek racˇuna: responseData[’Data’][’PaymentAmount’];
 datum izdaje:
responseData[’Data’][’IssueDateTime’];
 ime izdajatelja: responseData[’Data’][’IssuerName’];
Po uspesˇni pridobitvi podatkov se tako kot pri OCR branju odpre ekran
’Nova transakcija’ s predizpolnjenimi polji, le da v tem primeru ostane polje
za dodano sliko prazno.
Zˇal v procesu pisanja diplomske naloge dostop do produkcijskega okolja ni
bil omogocˇen, kar efektivno pomeni, da za dejanske racˇune izdane v trgovinah
vmesnik ne vracˇa podatkov. Ker je omogocˇen dostop le do testnega okolja,
vmesnik podatke vracˇa le za predhodno dolocˇen nabor QR kod.
Vnos preko storitve BillSea
BillSea je slovenski ponudnik digitalnih storitev, namenjenih trgovcem. Ena
od teh storitev je zamenjava klasicˇnega papirnatega racˇuna za digitalnega,
katerega kupec ob nakupu v trgovini prejme po elektronski posˇti. V vsebini
elektronski posˇti se nahaja spletni naslov v obliki
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https://www.billsea.com/i/YIBQ1NZN7AY8/. Ob kliku nanj se odpre vi-
zualizacija racˇuna, kakrsˇnega se prejme v trgovini. V aplikaciji je bila imple-
mentirana mozˇnost vnosa nove transakcije preko spletnega naslova, kjer se
nahaja racˇun.
Ob kliku na gumb ’Uvoz racˇuna Billsea’ se odpre modalno okno z enim
poljem v katerega uporabnik vpiˇse identifikacijski niz racˇuna. Cˇe racˇun s
podanim identifikatorjem v podatkovni bazi BillSea ni najden, se polje obarva
rdecˇe, pod njim pa izpiˇsemo obvestilo ’Nepoznana koda racˇuna’. V primeru,
ko je uporabnik vpisal ID racˇuna, ki je zˇe bil dodan, se ga na to opozori in
poda vprasˇanje, ali zˇeli z vnosom transakcije nadaljevati.
BillSea se na poizvedbo glede odprtih vmesnikov za pridobitev podatkov
o racˇunu ni odzval, zato je bilo potrebno poiskati drugacˇen pristop, ki je sicer
dalecˇ od idealnega in ima nekaj pomanjkljivosti.
Ob kliku na gumb ’Uvozi’ se najprej izvede GET zahtevek na povezavo
https://www.billsea.com/i/{billseaReceiptId}/. Po hitrem pregledu
vrnjenega HTML dokumenta opazimo, da v njem ni vsebine racˇuna. Po
bolj podrobni raziskavi seje ugotovilo, da se vsebina racˇuna kasneje nalozˇi v
JavaScript kodi iz drugega spletnega naslova in se vstavi v dokument. Prvi
korak je bil torej iz HTML dokumenta izlusˇcˇiti spletni naslov, na katerem
se nahaja vsebina racˇuna. V zanki sledi sprehod cˇez vsako vrstico HTML
dokumenta, kjer se iˇscˇe po kljucˇnem nizu #invoice html content. V tej
vrstici se namrecˇ nahaja del potrebovanega spletnega naslova. Ko je vrstica
najdena, se iz nje izlusˇcˇi del spletnega naslova, z njim zgradi novega in nanj
izvede GET zahtevek, ki vrne HTML dokument z vsebino racˇuna.
V naslednjem koraku se iz pridobljenega racˇuna razbere podatke, ki so
potrebni za vnos nove transakcije. Zˇal pri tem nacˇinu ni uspelo implementi-
rati algoritma, ki bi uspesˇno razbral izdajatelja racˇuna. Problem se pojavi,
ker na nekaterih racˇunih izdajatelj ni zapisan z besedilom, ampak je name-
sto tega slika v formatu .svg. Zaradi tega ostane polje ime prazno. BillSea
vnos se razlikuje od ostalih nacˇinov po tem, da se iz racˇuna lahko prebere
vsak izdelek posebej, ki ga lahko uporabnik nato razvrsti v poljubno katego-
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rijo. S tem se resˇi omejitev samo ene kategorije na transakcijo, kar omogocˇa
natancˇnejˇsi in bolj podroben vpogled v statistiko porabe.
Vsi podatki so lahko pridobljeni na podoben nacˇin, kot se je pridobilo
spletni naslov, na katerem se nahaja vsebina racˇuna. V zanki se sprehodimo
cˇez vsako vrstico posebej in preverjamo, cˇe vrstica vsebuje dolocˇen niz. Za
pridobitev skupnega zneska iˇscˇemo vrstico, v kateri se nahaja niz besed Za
placˇilo EUR. Ko jo najdemo, moramo iz nje pobrisati vse neveljavne znake
in nize, kot so na primer <, >, div, span ipd. Tako ostane le skupni zne-
sek, sestavljen iz sˇtevk in vejice. Ne smemo pozabiti pobrisati tudi iskanih
kljucˇnih besed. Za pridobitev datuma iˇscˇemo po kljucˇnem nizu Datum:. Ko
je vrstica najdena, sˇe iz nje na enak nacˇin kot pri znesku pobriˇsemo neve-
ljavne znake in izlusˇcˇimo ven datum tipa String, ki ga nato pretvorimo v
objekt tipa DateTime.
Ker vemo, da se nasˇteti izdelki nahajajo sˇele po vrstici, ki vsebuje kljucˇne
nize Izdelek, Kolicˇina, Cena, Znesek lahko predvidevamo, da se od tam
naprej v vsaki vrstici dokumenta nahaja nov izdelek, vse do vrstice, katere
vsebina je enaka 40 alinejam. Obstajata sicer dve izjemi: prva je, ko so na
nekaterih racˇunih pod izdelkom nasˇteti popusti ali uporabljeni kuponi, druga
pa, koliko znasˇa prihranek. Zaradi tega vrstice, kjer se nahajata kljucˇni be-
sedi Prihranek TZ ali Kupon lahko preskocˇimo, saj vemo, da to niso izdelki.
Vrstica, ki vsebuje podatke o izdelku je prikazana na izpisu 4.9.
<span class="t6"> B # JOGURT EGO SLIM\& 1 0,90 0,90 </span >
Izpis 4.9: Primer vrstice s podatki o izdelku
Podatki, ki nas zanimajo, so ime in znesek izdelka. V tem primeru je
treba torej izlusˇcˇiti iz vrstice niz JOGURT EGO SLIM ter 0,90. Znesek izdelka
je skrajno desna decimalna sˇtevilka. Tista na njeni levi se uporablja kot cena
izdelka na kilogram, sˇe eno mesto bolj levo se pa nahaja kolicˇina izdelkov. Za
izlusˇcˇevanje podatkov so v pomocˇ regularni izrazi. Prvi korak je, da se pri-
dobi besedilo, ki se nahaja med znakoma > ter < in pobriˇse vse nepomembne
znake, kot so recimo # in &. Po opravljenem prvem koraku je rezultat nasle-
dnji: B JOGURT EGO SLIM 1 0,90 0,90. V drugem koraku se razdeli niz po
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presledkih, kar nam vrne naslednji seznam nizov:
 B




Ker ni nujno, da se vsak izdelek zacˇne s kljucˇnim nizom B# ali C# (nekateri
racˇuni imajo B, spet drugi C), moramo najprej preveriti, ali je slucˇajno prvi
element v seznamu enak B ali C. Cˇe temu je tako, prvi element odstranimo iz
liste. Tako vemo, da se ime izdelka nahaja na prvem mestu seznama, znesek
pa na cˇetrtem. Ta proces ponovimo za vse izdelke na racˇunu.
Slika 4.13: Dodajanje BillSea transakcije
Ko so vsi podatki uspesˇno razbrani uporabnika navigiramo na ekran
’Uredi kategorije’ (Slika 4.13, levo), kjer lahko vsakemu izdelku posebej na-
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stavi kategorijo. Cˇe je izdelku z danim imenom zˇe enkrat pri preteklih tran-
sakcijah dolocˇil kategorijo, izdelek avtomatsko uvrstimo v shranjeno katego-
rijo. Uporabnik lahko zakljucˇi urejanje kategorij s pritiskom na ikono klju-
kice, katera ga preusmeri na zaslon ’Nova transakcija’ (Slika 4.13, na sredini).
Transakcijam, dodanim preko nacˇina BillSea, se avtomatsko nastavi opis na
’BillSea’, na dnu pa se pojavi polje ’Odpri racˇun na Billsea’, ki ob kliku odpre
spletni racˇun v brskalniku. Poleg tega se kategorija transakcije nastavi na
’Vecˇ kategorij’, ob kliku na ikono pa se odpre desni meni (Slika 4.13, desno),
kjer se prikazˇe seznam vseh kategorij, na katere je transakcija razdeljena.
4.3.6 Ponavljajocˇe transakcije
Slika 4.14: Pregled dodanih ponavljajocˇih transakcij
Kot ponavljajocˇe transakcije se lahko smatra recimo mesecˇni prihodek,
racˇune, itd. V ta namen je bila implementirana mozˇnost avtomatskega do-
dajanja novih transakcij. Definicija objekta tipa RecurringTransaction je










Izpis 4.10: Vsebina objekta RecurringTransaction
Vsaka ponavljajocˇa transakcija je torej sestavljena iz edinstvenega iden-
tifikatorja, datuma, ko se je ponavljajocˇa transakcija zacˇela, datuma, ko se je
koncˇala, datuma, ko se bo naslednjicˇ izvedla, tipa ponavljanja RecurringType
in same transakcije, ki se bo avtomatsko vnesla, ko bo trenuten datum enak
nextExecutionDate.
Nova ponavljajocˇa transakcija se lahko doda na dva razlicˇna nacˇina. Prvi
nacˇin je, da uporabnik iz zacˇetnega zaslona odpre levi meni, navigira na za-
slon ’Ponavljajocˇe transakcije’ (Slika 4.14) in tam pritisne na plavajocˇi gumb
v spodnjem desnem kotu, kar odpre zaslon ’Nova ponavljajocˇa transakcija’.
Drugi nacˇin pa je, da uporabnik ob rocˇnem vnosu nove transakcije na dnu





Ko je nova transakcija uspesˇno dodana, se poleg nje doda sˇe nova pona-
vljajocˇa transakcija.
Za avtomatsko dodajanje transakcij se poskrbi po uspesˇni prijavi v sis-
tem. Ko se iz podatkovne baze nalozˇi seznam uporabnikovih ponavljajocˇih
transakcij, se pri vsaki preveri, ali je datum nextExecutionDate enak
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danasˇnjemu ali se ta zˇe nahaja v preteklosti. Cˇe je pogoj izpolnjen, se pricˇne z
dodajanjem nove transakcije, shranjene v spremenljivki transaction. Pred
vnosom v podatkovno bazo je treba spremeniti datum izvedbe transakcije na
vrednost nextExecutionDate, saj je zapisana sˇe stara vrednost. Ko je tran-
sakcija uspesˇno dodana, sledi izracˇun novega nextExecutionDate tako, da
mu priˇstejemo sˇtevilo dni glede na podatek shranjen v recurringType. Cˇe
nov datum ni presegel podatka endDate ali danasˇnjega dne, si ga shranimo
in zacˇnemo v zanki dodajati transakcijo, dokler ne dosezˇemo bodisi datuma
endDate bodisi danasˇnjega datuma.
4.3.7 Statisticˇni pregled
Slika 4.15: Statisticˇni pregledi
Aplikacija ponuja tri razlicˇne statisticˇne preglede:
 tortni diagram porabe po kategorijah,
 graficˇni prikaz stanja skozi cˇas in
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 stolpicˇni diagram prihodkov in odhodkov.
Uporabnik lahko pride do strani ’Statistika’ preko levega menija na zacˇetnem
zaslonu. Privzeti pogled je pregled porabe po kategorijah. Na vrhu ekrana
se lahko nastavi cˇasovni razpon pregleda. Privzeto je nastavljen od prvega
do danasˇnjega dne tekocˇega meseca. Cˇasovni razpon se lahko izbere rocˇno




 pol leta ali
 1 leto.
Poleg cˇasovnega razpona se nahaja sˇe gumb, ki odpre modalno okno. Tu si
lahko uporabnik nastavi, za katere racˇune zˇeli videti statisticˇne podatke.
Med razlicˇnimi statisticˇnimi pregledi se lahko premika s podrsom levo ali
desno ali pa s klikom na eno od izbir pri dnu ekrana.
Pregled porabe po kategorijah
Pogled porabe po kategorijah je sestavljen iz tortnega diagrama, kjer je vsaka
kategorija obarvana s svojo barvo, v sredini diagrama se nahaja podatek o
prihodkih, odhodkih ter razliki med njima. Pod diagramom se nahaja seznam
vseh kategorij v izbranem cˇasovnem obdobju, razvrsˇcˇen po skupnem znesku
padajocˇe (Slika 4.15, levo).
S klikom na posamicˇno kategorijo seznama se odpre modalno okno, kjer
je prikazan seznam transakcij, ki spadajo v izbrano kategorijo, razvrsˇcˇenih
padajocˇe. S klikom na poljubno transakcijo se odpre pogled ’Podrobnosti
transakcije’.
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Postopek pridobitve podatkov je precej preprost. Najprej je potrebno
izbrati vse transakcije, katerih datum ustreza izbranemu cˇasovnemu obdo-
bju. Sledi sprehod cˇez seznam v zanki ter sprotni izracˇun skupnih prihodkov
in odhodkov ter skupen znesek za vsako kategorijo posebej. Izracˇunane po-
datke se shrani v objekt tipa HashMap, kjer je kljucˇ identifikator kategorije,
vrednost pa izracˇunan skupen znesek kategorije. Na podlagi tega se izgradi
uporabniˇski vmesnik.
Tortni diagram je realiziran s pomocˇjo paketa fl chart.
Pregled stanja skozi cˇas
Na naslednjem statisticˇnem pregledu je mozˇno razbrati, kako se je stanje na
izbranih racˇunih spreminjalo skozi izbrano cˇasovno obdobje. Na vrhu ekrana
se tako kot na pregledu kategorij nahaja izbira cˇasovnega razpona ter hitre
mozˇnosti cˇasovnega izbora. Na sredi ekrana pa se pojavi graf stanja, na
katerem abscisna os predstavlja cˇasovno obdobje, ordinatna os denar, vsaka
tocˇka pa stanje na racˇunu ob koncu dneva (Slika 4.15, na sredini).
Tako kot pri pregledu kategorij moramo najprej pridobiti vse transak-
cije za izbrano cˇasovno obdobje. Od tukaj dalje se da izbirati med dvema
mozˇnostma prikaza stanja na grafu, prikazom stanja, opravljenega po vsaki
transakciji, in pa prikazom zadnjega stanja ob koncu dolocˇenega dneva.
Najprej je bil implementiran prvi nacˇin tako, da se v zanki sprehodimo
po izbranih datumih padajocˇe, saj je na voljo le podatek trenutnega sta-
nja na racˇunu. Y vrednost vsake tocˇke se je torej izracˇunala tako, da se je
k trenutnemu stanju priˇstelo (oziroma v primeru prihodka odsˇtelo) znesek
transakcije, X pa se je izracˇunaval na podlagi tega, koliksˇno je bilo sˇtevilo
izbranih dni. Recimo, da imamo izbrano cˇasovno obdobje nastavljeno od
12. 7. do 21. 7., kar nanese skupno sˇtevilo 9 dni. Sˇtevilo 9 vzamemo kot
najvecˇjo mozˇno vrednost X koordinate. Cˇe je sˇtevilo transakcij na dan enako
1, se lahko X koordinato tocˇke izracˇuna kar tako, da se od trenutne vrednost
X odsˇteje 1. Ko pa je v enem dnevu opravljenih vecˇ transakcij, je potrebno
X koordinato zmanjˇsevati za koeficient 1 / stevilo transakcij v dnevu.
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X vrednost (datum) Y vrednost (stanje) Znesek transakcije
9 (21. 7.) 100 e Trenutno stanje
8 (20. 7.) 120 e Odliv; -20 e
7 (19. 7.) 150 e Odliv; -30 e
6 (18. 7.) 90 e Priliv; 60 e
5.66 (17. 7.) 60 e Priliv; 30 e
5.33 (17. 7.) 120 e Odliv; -60 e
5 (17. 7.) 130 e Odliv; -10 e
4 (16. 7.) 170 e Odliv; -40 e
3.5 (15. 7.) 30 e Priliv; 140 e
3 (15. 7.) 50 e Odliv; -20 e
2 (14. 7.) 80 e Odliv; -30 e
1 (13. 7.) 150 e Odliv; -70 e
0 (12. 7.) 250 e Odliv; -100 e
Tabela 4.1: Prikaz poteka algoritma po korakih
Potek algoritma je prikazan v tabeli 4.1, kjer vsaka vrstica predstavlja po-
samicˇno tocˇko na grafu in njene vrednosti.
Prvi stolpec prikazuje vrednost tocˇke na X osi, drugi stolpec vrednost na
Y osi, tretji pa prikazuje transakcijo, ki jo posamicˇna tocˇka predstavlja.
Izracˇunati moramo tudi najnizˇjo in najviˇsjo vrednost na Y osi. To storimo
tako, da iz srednjega stolpca izlusˇcˇimo najmanjˇso in najvecˇjo vrednost ter jih
glede na stotice zaokrozˇimo, najmanjˇso navzdol, najvecˇjo pa navzgor (Izpis
4.11).
(123456 / 100.0).ceilToDouble () * 100 = 123500
(123456 / 100.0).floorToDouble () * 100 = 123400
Izpis 4.11: Zaokrozˇevanje navzdol oziroma navzgor
Na grafu vertikalna cˇrtkana cˇrta predstavlja mejo med leti, horizontalna
mediano med najviˇsjo in najnizˇjo vrednostjo, horizontalna rdecˇa cˇrta pa pred-
stavlja stanje 0 e.
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Drugi nacˇin prikaza deluje na podobnem principu kot prvi, le da je delo
malo olajˇsano in se v primeru vecˇih transakcij na dan ne racˇuna koeficienta,
ampak preprosto skupno vrednost transakcij v dnevu in se priˇsteje oziroma
odsˇteje od trenutnega stanja. Posledicˇno je na grafu na voljo manjˇse sˇtevilo
tocˇk, saj ni prikazana vsaka transakcija, ampak zgolj stanje ob koncu dneva.
Na koncu je bilo potrebno pretehtati prednosti in slabosti obeh nacˇinov.
Prvi ponuja bolj pregleden in temeljit prikaz stanja, ampak v primeru veli-
kega sˇtevila transakcij aplikacija postane neodzivna. Pri drugem pa je prikaz
stanja manj natancˇen, ampak je uporabniˇska izkusˇnja veliko boljˇsa, ker je
aplikacija bolj odzivna. Na koncu je prednost dobila boljˇsa uporabniˇska
izkusˇnja drugega nacˇina.
Graf je prikazan s pomocˇjo paketa fl chart.
Prihodki proti odhodkom
Tretji statisticˇni pogled je namenjen hitremu prikazu razmerja med prihodki
in odhodki v izbranem cˇasovnem obdobju. Tukaj se izbira cˇasovnega obdobja
razlikuje od prvih dveh statisticˇnih pogledov. Uporabnik lahko namrecˇ izbira
le med posamicˇnimi meseci ali leti. Na grafu se vedno nahajata dva stolpca,
prihodke predstavlja stolpec zelene barve, odhodke pa stolpec rdecˇe barve
(Slika 4.15, desno).
Potrebne podatke za prikaz grafa se lahko preprosto izracˇuna iz seznama
vseh transakcij tako, da se v zanki sprehodi cˇez seznam. Tu najprej preve-
rimo, ali transakcija ustreza izbranemu cˇasovnemu obdobju, nato pa glede
na odhodek ali prihodek tega priˇstejemo skupni vrednosti. Ostane le sˇe to,
da se izracˇunane podatke nariˇse na graf.
Graf je prikazan s pomocˇjo paketa charts flutter.
4.3.8 Uvoz in izvoz transakcij
Tako kot na ostale strani lahko uporabnik do strani ’Uvoz/izvoz transakcij’
navigira preko levega menija na zacˇetnem zaslonu. Tukaj lahko uporabnik
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uvazˇa transakcije iz drugih aplikacij (Slika 4.16) ali pa trenutne transakcije
izvozi na dva razlicˇna nacˇina: v datotecˇni format PDF ali CSV (Slika 4.17).
Uvoz datoteke
Slika 4.16: Proces uvoza transakcij
Prvi korak uvoza datoteke je, da uporabnik s klikom na gumb
Izberi datoteko za uvoz preko vmesnika na datotecˇnem sistemu poiˇscˇe
datoteko za uvoz. Podprte so le datoteke v formatu CSV, saj v tem for-
matu tudi vecˇina ostalih aplikacij opravi izvoz. Vmesnik za iskanje datotek
po datotecˇnem sistemu je implementiran s pomocˇjo paketa file picker.
Ko uporabnik izbere datoteko za uvoz, najprej preverimo, ali ima koncˇnico
.csv. V nasprotnem primeru prikazˇemo obvestilo o neprepoznanem formatu
datoteke. Cˇe format datoteke ustreza pogojem, omogocˇimo naslednji gumb
Analiziraj datoteko.
CSV datoteka je navadna tekstovna datoteka, ki vsebuje seznam podat-
kov. CSV format datotek je pogosto uporabljen za poenostavljeno izmenjavo
podatkov med razlicˇnimi aplikacijami. Prva vrstica datoteke vsebuje seznam
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nizov, ki predstavljajo ime posamicˇnega podatka, locˇenih z edinstvenim
znakom (delimiter). Obicˇajno je to znak za vejico, ni pa temu vedno tako.
Od prve vrstice dalje vsaka predstavlja en objekt, v nasˇem primeru vsaka
vrstica predstavlja novo transakcijo, kjer je zapisan vsak potreben podatek
za vnos nove transakcije.
Primer vsebine datoteke CSV je prikazan na izpisu 4.12.
account ,category ,amount ,date ,title
SKB ,Prihodki ,850.0 ,2020 -07 -23 T15 :28:00.000Z,Placa
Revolut ,Trgovina ,42.85 ,2020 -07 -22 T16 :31:00.000Z,Interspar
Izpis 4.12: Primer vsebine datoteke CSV
Drugi korak je analiza izbrane datoteke. Ob kliku na gumb Analiziraj
datoteko zacˇnemo z analizo. Najprej se preveri vsebino prve vrstice, kjer se
skusˇa glede na podane podatke dolocˇiti, v katerem stolpcu se nahaja dolocˇen
podatek. Trenutno so podprte le CSV datoteke, ki za locˇitveni znak upora-
bljajo podpicˇje. Mozˇna izboljˇsava bi bila podpora vecˇih razlicˇnih locˇitvenih
znakov. Prvo vrstico torej razdelimo po podpicˇju, kar vrne seznam nizov,
iz katerega lahko nato s pomocˇjo regularnih izrazov razberemo, na katerem
mestu v seznamu se nahaja podatek o skupnem znesku transakcije, izbrana
kategorija itd. Po pridobljenih indeksih se pricˇne z iteracijo cˇez naslednje
vrstice v datoteki. Vsako posebej se razdeli po podpicˇju in glede na najden
indeks podatka iz prve vrstice izlusˇcˇi podatke, ki so potrebni za gradnjo nove
transakcije. Pri sprehodu cˇez seznam zraven sˇe sledimo, koliko transakcij
nam je uspelo brez tezˇav analizirati in koliko je bilo neuspesˇnih. Ko je ana-
liza datoteke koncˇana, ta dva podatka prikazˇemo v modalnem oknu. Poleg
obvestila se ob koncu analize spremeni sˇe uporabniˇski vmesnik. Omogocˇimo
namrecˇ gumb za koncˇen uvoz transakcij, pod njim se prikazˇe mozˇnost izbora
racˇuna za uvoz (le takrat, kadar ima uporabnik dodan vecˇ kot en racˇun), sˇe
nizˇje se pa nahaja seznam analiziranih transakcij za izbran mesec.
V tretjem koraku uporabnik uvozi analizirane transakcije. To pomeni,
da se transakcije koncˇno dodajo v podatkovno bazo. Ob koncˇanem uvozu se
uporabniku posˇlje obvestilo o uspehu operacije. S tem je uvoz koncˇan.
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Mozˇne izboljˇsave uvoza transakcij:
 Mozˇnost uporabe drugih znakov za locˇevanje podatkov v datoteki
CSV.
 Analiza in uvoz transakcij sta operaciji, ki v primeru velikega
sˇtevila transakcij trajata precej cˇasa. Za boljˇso uporabniˇsko
izkusˇnjo bi bilo potrebno urediti asinhrono analizo in uvoz.
 Mozˇnost urejanja ali odstranjevanja analizirane transakcije.
Izvoz transakcij
Slika 4.17: Izvoz transakcij
Med uvozom in izvozom se uporabnik lahko premika s podrsom ali klikom
na gumb na dnu ekrana. Pri izvozu uporabnik najprej izbere racˇune, s katerih
zˇeli opraviti izvoz transakcij, pod tem je izbor cˇasovnega razpona, na dnu se
pa nahajata dva gumba: eden za izvoz v formatu PDF, drug pa za izvoz v
formatu CSV.
Izbira cˇasovnega razpona izvoza je mogocˇa na tri nacˇine.
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 rocˇno: rocˇna izbira po dnevih,
 mesec: izbira po mesecih,
 leto: izbira po letu.
PDF izvoz
Izvoz v PDF je implementiran s pomocˇjo paketa pdf. Struktura PDF doku-
menta je naslednja:
 V glavi dokumenta se nahaja niz ’Porocˇilo’, pod njim izbrano
cˇasovno obdobje in na desni logotip aplikacije,
 nato izpiˇsemo tabelo vseh transakcij v izbranem cˇasovnem obdo-
bju,
 pod tem izpiˇsemo tabelo ’Pregled obdobja’, kjer se nahaja nekaj
vecˇ podatkov,
 na dnu dokumenta se pa nahaja graficˇen prikaz delitve strosˇkov
po kategorijah, v odvisnosti s skupno porabo.






Transakcije v tabeli so razvrsˇcˇene po datumu padajocˇe. V tabeli Pregled
obdobja se nahajajo podatki o:
 sˇtevilu transakcij,
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 povprecˇni porabi na dan,
 skupni porabi,
 denarnem toku.
Izgled izvozˇene datoteke je prikazan na sliki 4.18.
Slika 4.18: Izgled izvozˇenega dokumenta PDF
Vsi podatki razen denarnega toka so razdeljeni na prihodke in odhodke.
Podatek Denarni tok predstavlja razliko med skupnimi prihodki in skupnimi
odhodki. Primer: cˇe imamo skupnih prihodkov 1000 e, skupnih odhodkov
pa 1200 e, potem znasˇa denarni tok -200 e, saj je uporabnik porabil 200
evecˇ kot jih je pa dobil. Cˇe bi zneska obrnili bi znasˇal denarni tok 200 e.
Na dnu dokumenta se nahaja graficˇen prikaz strosˇkov po odstotkih, od
koder lahko hitro razberemo, katere so bolj problematicˇne kategorije.
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CSV izvoz
Izvoz v format datoteke je implementiran s pomocˇjo paketa csv. Uporabljen
znak za locˇilo je podpicˇje. Mozˇna izboljˇsava bi bila, da si znak za locˇilo

















V diplomskem delu smo dodobra spoznali ogrodje Flutter in njegove pred-
nosti pred ostalimi ogrodji za navzkrizˇen razvoj. Ugotovili smo, da razvoj s
Flutterjem v kombinaciji s programskim jezikom Dart ni zahteven, cˇeprav se
z njim sˇe nikoli nismo srecˇali. Razvijalec, ki se je zˇe kdaj v preteklosti soocˇil
s programskim jezikom Java, C ali z drugim jezikom s podobno sintakso,
ne bo imel tezˇav osvojiti tudi programski jezik Dart. Gradnja na videz pri-
vlacˇnih uporabniˇskih vmesnikov je s pomocˇjo gradnikov hitra in preprosta,
funkcija hot reload pa izjemno pospesˇi tako sam razvoj kot tudi raziskovanje
pridelanih napak v programski kodi.
Med primerjavo z ostalimi ogrodji smo uvideli, da je Flutter trenutno ena
od bolj aktualnih tem na podrocˇju razvoja mobilnih aplikacij. To ugotovitev
dokazuje dejstvo, da je relativno mlado ogrodje, ki je izsˇlo sˇele decembra 2018,
a se po priljubljenosti in aktivnosti na portalu GitHub kosa z nekaterimi, ki
so na trzˇiˇscˇu dosegljivi zˇe vrsto let. Taksˇno ogromno zanimanje skupnosti
je odlicˇen znak za prihodnost ogrodja, cˇe bo Google le nadaljeval s taksˇnim
tempom razvoja kot do sedaj in projekta ne bo (po cˇemer je Google znan)
iz nepojasnjenih razlogov ustavil. Za ogrodje naj bi imel velike nacˇrte; eden
od teh je razsˇiritev razvoja na sˇe vecˇ platform, kot so spletne in namizne
aplikacije. Razvoj za slednje je v cˇasu pisanja tega diplomskega dela sˇe v
alfa fazi, razvoj spletnih aplikacij pa je dosegljiv zˇe v beta razlicˇici razvoja.
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Razvita aplikacija ponuja uporabniku hiter vpogled v njegove potrosˇniˇske
navade. Da bi cˇim bolj redno vnasˇal nove transakcije in imel vedno aktualno
stanje, so bili razviti sˇtirje razlicˇni nacˇini vnosa transakcij:
 rocˇno,
 preko OCR skeniranja,
 preko QR kode,
 preko BillSea racˇuna.
S tremi razlicˇnimi statisticˇnimi pregledi lahko uporabnik opredeli bolj tezˇavna
podrocˇja in poleg tega spremlja napredek na bancˇnem racˇunu. Z dodanimi
ponavljajocˇimi transakcijami si olajˇsa delo, da mu ni potrebno vedno znova
vnasˇati transakcij z enakimi parametri. V primeru menjave telefona si pre-
prosto namesti aplikacijo na novega, pri cˇemer mu ni potrebno skrbeti
za prenos podatkov, saj so na varnem shranjeni v Firebase podatkovni bazi.
Z izvozom transakcij v datoteko formata PDF pa lahko podatke o vnesenih
transakcijah pregleduje tudi v natisnjeni obliki.
Ena od mozˇnih izboljˇsav aplikacije bi bila implementacija deljenih
racˇunov. Tako bi lahko vecˇ uporabnikov hkrati imelo vpogled v isti racˇun.
Vsekakor bi bilo potrebno razviti nacˇin spremembe gesla, kadar ga uporabnik
pozabi. Z uporabo Flutterjeve funkcionalnosti razvoja za splet bi se lahko
aplikacijo razsˇirilo sˇe na spletno platformo in s tem uporabniku omogocˇilo
boljˇsi uporabniˇski vmesnik kot na mobilnem telefonu.
Flutter je ena izmed bolj inovativnih tehnologij, ki se trenutno nahaja na
trzˇiˇscˇu. Zaradi prednosti, ki jih prinasˇa, se je izkazal kot odlicˇen kandidat
za izbiro ogrodja, kadar zˇelimo razviti kvalitetno aplikacijo za vecˇ platform
hkrati v relativno kratkem cˇasu.
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