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RESUMO
O crescente volume de tráfego de dados e a demanda por altas taxas nas atuais redes sem fio afir-
mam a necessidade de novas tecnologias para melhorar a eficiência espectral na próxima geração
de redes celulares. Entre essas tecnologias, as comunicações por ondas milimétricas (mmWave,
do inglês Millimeter Wave) emergem como uma candidata chave aproveitando bandas de frequên-
cia abundantes e inexploradas, juntamente com a densificação de células menores e o grande nú-
mero de antenas nas duas extremidades do enlace. Entretanto, a alta perda de propagação e o
bloqueio do sinal são desafios importantes a serem superados nas bandas mmWave. Para com-
pensar isso, as técnicas de conformação de feixe foram propostas para alcançar altos ganhos de
diretividade. Infelizmente, o uso de conformação de feixe no acesso inicial (quando o equipa-
mento do usuário (UE, do inglês User Equipment) precisa se conectar à estação base (BS, do
inglês Base Station)) deve introduzir uma sobrecarga de atraso significativa, uma vez que exigirá
algoritmos de busca de feixes ou estimativa de canal fora da banda para proporcionar a confi-
guração e o alinhamento dos feixes. Para evitar esse problema, este trabalho investiga o uso do
Esquema de Alamouti como meio de realizar a conexão do dispositivo de usuário dentro da banda
mmWave de forma omnidirecional aproveitando seus ganhos de diversidade. Os resultados das si-
mulações para uma célula outdoor em 28 GHz são apresentados para estimação da probabilidade
de conexão do UE e cálculo da razão sinal-ruído (SNR, do inglês signal-to-noise ratio) média do
canal uplink como função da distância entre BS e UE. Os resultados das simulações indicam que,
com apropriados parâmetros selecionados, o Esquema de Alamouti pode prover probabilidades
de conexão do UE similares às probabilidades proporcionadas pelo uso de conformação de feixe,
sem provocar a sobrecarga de atraso causada pelos algoritmos de busca de feixe ou soluções fora
da banda.
ABSTRACT
The ever-increasing volume of data traffic and demand for higher data rates in current wire-
less networks have posed the need for new technologies to improve spectral efficiency in next-
generation cellular networks. Among such technologies, millimeter wave (mmWave) commu-
nications has surfaced as a key candidate by taking advantage of abundant and unexploited fre-
quency bands, coupled with dense small cell deployments and a large number of antenna elements
at both ends of the link. However, severe path loss and signal blockage are important challenges
to be overcome at mmWave bands. To compensate for that, beamforming techniques have been
proposed to achieve high directional gains. Unfortunately, the use of beamforming in the initial
access (when the user equipment (UE) needs to connect to the base station (BS)) may incur sig-
nificant delay overhead, since it will require beam searching algorithms or out-of-band channel
estimation for proper beam set up and alignment. To avoid this problem, this work investigates
the use of the Alamouti scheme as a means to achieve in-band omnidirectional UE connection by
leveraging its transmission diversity gains. Simulation results for an outdoor cell at 28 GHz are
presented for estimation of the UE connection probability and uplink average SNR as a function
of the UE-BS distance. The simulation results indicate that, with appropriate chosen parameters,
the Alamouti scheme can deliver UE connection probabilities close to beamforming, and without
incurring the delay overhead caused by beam searching algorithms or out-of-band solutions.
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1 INTRODUÇÃO
O crescimento do número de dispositivos móveis e das aplicações multimídia de alta veloci-
dade tem aumentado grandemente o volume de tráfego de dados em redes celulares nos últimos
anos. A demanda por altas taxas de dados em sistemas de comunicação sem fio motiva os pesqui-
sadores a investigarem tecnologias avançadas para melhorar a eficiência espectral na futura quinta
geração (5G) de redes celulares. As futuras redes celulares 5G vêm com mudanças fundamentais
para prover altas taxas de dados para cada dispositivo móvel suportar aplicações multimídia de
alta velocidade com rigorosos requisitos de Qualidade de Serviço (QoS). É esperado que as redes
celulares 5G apresentem melhorias significativas em relação às redes celulares 4G referente à taxa
de dados, latência, eficiência energética e custo [2]. As taxas de pico devem chegar até dezenas
de Gb/s, a latência deve ser de aproximadamente 1 ms e o consumo de energia e custo por enlace
devem ter uma redução significativa.
Dentre as tecnologias consideradas para as redes celulares 5G, a rede de ondas milimétricas
(mmWave, do inglês millimeter wave) é considerada como uma solução bastante promissora [3].
De fato, é discutido que as redes mmWave possam alcançar taxas de dados da ordem de múltiplos
Gb/s [3]. As redes mmWave aproveitam a vantagem de grandes faixas de frequência inexploradas
(de 6 GHz até 300 GHz [4]), caracterizadas pelo pequeno comprimento de onda e alta frequência.
Os pequenos comprimentos de onda permitem a utilização de um grande número de pequenas
antenas na estação base e no equipamento do usuário. Com isso, é possível utilizar a conformação
de feixe para realizar transmissões altamente direcionais, compensando a forte atenuação e a
perda de propagação da banda mmWave com os altos ganhos de diretividade proporcionados pela
conformação de feixe (5).
Muitos trabalhos sobre redes mmWave têm o foco na camada física e na operação de confor-
mação de feixe [6, 7, 8, 1, 9]. Mas, poucos trabalhos apresentam soluções para os desafios de
camada MAC (do inglês Medium Access Control) em redes mmWave, principalmente no que se
refere ao acesso inicial do dispositivo do usuário na rede e ao impacto das transmissões direcio-
nais no canal de controle. O acesso inicial dos usuários é uma etapa fundamental para que seja
estabelecido um enlace físico de comunicação entre a estação base e o equipamento do usuário.
Só após o estabelecimento dessa conexão é que o usuário e a estação base podem trocar mensa-
gens no canal de dados. Portanto, é importante discutir e apresentar soluções para o problema do
acesso inicial em redes mmWave.
Quando consideramos uma transmissão direcional no canal de controle de redes celulares
mmWave, é preciso levar em conta que os procedimentos de busca de feixe podem incluir um
atraso adicional na etapa de acesso aleatório. Os trabalhos apresentados em [10, 11, 8] abordam a
sobrecarga de tempo requerida pelo procedimento de alinhamento de feixes. Esse atraso adicional
para realizar o alinhamento de feixes é prejudicial principalmente para a fase de acesso aleatório
do acesso inicial de um dispositivo móvel na rede, quando o dispositivo móvel tenta se conectar
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na rede reservando seus recursos de transmissão para conseguir transmitir os pacotes de dados. A
longa duração do acesso aleatório pode impactar atributos cruciais das redes mmWave, como nos
aspectos de acesso inicial, falha de enlace de rádio, handover, configuração dos canais uplink e
downlink utilizando o TDD (do inglês time-division duplex) e agendamento de feixes [12].
O atraso adicional requerido pelo alinhamento dos feixes no acesso aleatório faz com que
o dispositivo móvel permaneça mais tempo na transição do estado ocioso para o estado conec-
tado, consumindo mais energia do dispositivo móvel. Assim, essa duração prolongada da fase de
acesso aleatório devido ao alinhamento de feixes impacta na eficiência energética dos dispositi-
vos mmWave [12]. A longa duração do acesso aleatório também impacta no reestabelecimento da
conexão do usuário com a estação base em caso de RLF (do inglês Radio Link Failure), afetando
a qualidade da experiência do usuário. Outro aspecto importante a ser considerado é o proce-
dimento de handover do dispositivo móvel de uma célula para outra. Devido à configuração de
um grande número de pequenas células em redes mmWave, um dispositivo móvel pode mudar
de célula frequentemente. Se esses procedimentos de handover requererem uma longa duração, a
qualidade de serviço do usuário será prejudicada, especialmente em serviços de tempo real.
Alguns trabalhos abordam o atraso no acesso inicial requerido por transmissões direcionais
em redes mmWave [13, 14, 15], demandado pelo uso de técnicas de alinhamento de feixes. Em
[13] são analisadas duas técnicas de busca de feixes para o acesso inicial dos dispositivos à rede:
a busca exaustiva e a busca iterativa. O atraso total obtido nas simulações para a busca exaus-
tiva chega a 360 ms considerando uma probabilidade de não-detecção menor do que 0,01 para
usuários de borda. No estudo realizado em [15], o desempenho dos procedimentos de acesso
inicial foram avaliados em termos do atraso de descoberta, que é o tempo requerido pela BS e
UE para determinar as melhores direções e alinhar os seus feixes. Já Barati et al. [14] também
considera o envio do preâmbulo de acesso aleatório em modo omnidirecional, além do modo di-
recional. De acordo com a avaliação de desempenho realizada, no geral, o menor atraso na etapa
de sincronização foi obtido com uma transmissão omnidirecional do sinal de sincronização.
Considerando o problema da longa duração do acesso inicial em transmissões direcionais,
nosso trabalho faz uma avaliação do desempenho do canal de controle físico em modo omnidi-
recional com o esquema de diversidade de transmissão de Alamouti [16]. Um canal de controle
físico omnidirecional não requer o atraso adicional de alinhamento de feixes demandado pelo
canal de controle físico direcional, mas tem a limitação do alcance em distância, devido à forte
atenuação e alta perda de propagação da banda mmWave. Por isso, nós propomos utilizar o Es-
quema de Alamouti para prover ganhos de diversidade de transmissão e aumentar o alcance em
distância da transmissão omnidirecional no acesso aleatório. Com o Esquema de Alamouti é pos-
sível aproveitar o grande número de antenas no transmissor e receptor para prover altos ganhos
de diversidade, requerendo um processamento linear simples e sem necessidade do conhecimento
do canal pelo transmissor [16].
Neste trabalho avaliamos o desempenho do canal de controle físico omnidirecional com o
Esquema de Alamouti na banda mmWave em termos da probabilidade de conexão do dispositivo
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móvel na rede durante o acesso inicial em função da distância entre a estação base e o usuário.
Também avaliamos a SNR recebida no canal de controle uplink em função da distância entre a
estação base e o dispositivo do usuário. Assim, analisamos a viabilidade de utilizar um canal de
controle físico omnidirecional com o Esquema de Alamouti na fase de acesso inicial do usuá-
rio a fim de realizar a conexão do usuário na rede sem a sobrecarga de tempo demandada pelo
procedimento de alinhamento de feixes em um canal de controle físico direcional.
1.1 OBJETIVO
Este trabalho tem o objetivo de apresentar uma avaliação de desempenho de um canal de
controle omnidirecional com o uso do Esquema de Alamouti para realizar o acesso inicial de
um dispositivo móvel em uma rede celular mmWave. Apresentamos a proposta de utilizar o Es-
quema de Alamouti para aumentar o alcance em distância da transmissão omnidirecional durante
o acesso inicial, tomando vantagem do ganho de diversidade de transmissão proporcionada pelo
Esquema de Alamouti através das múltiplas antenas no transmissor e no receptor. Apresentamos
a opção de realizar o canal de controle físico em modo omnidirecional para evitar a sobrecarga
de tempo demandada por uma transmissão direcional, devido ao atraso adicional para fazer o
alinhamento dos feixes.
Avaliamos o desempenho do canal de controle omnidirecional com o Esquema de Alamouti
em relação a um canal de controle omnidirecional SISO (do inglês Single Input Single Out-
put),sem ganho de diversidade, e em relação a um canal de controle físico direcional com confor-
mação de feixe. Com essa comparação, temos o objetivo de analisar a viabilidade de utilizar um
canal de controle omnidirecional com o Esquema de Alamouti para realizar o acesso aleatório em
redes mmWave.
1.2 CONTRIBUIÇÕES
Nosso trabalho contribui para a pesquisa em redes celulares mmWave, principalmente no que
se refere ao acesso inicial do dispositivo do usuário na rede durante a fase de acesso aleatório.
Propomos uma alternativa para realizar o acesso inicial em redes mmWave sem o atraso adicional
exigido pela busca de feixes, utilizando o esquema de diversidade de transmissão de Alamouti
para realizar uma transmissão omnidirecional no acesso aleatório a fim de conectar o usuário na
rede. Entre as principais contribuições deste trabalho estão:
• Implementação do esquema Esquema de Alamouti no módulo desenvolvido para redes
mmWave no simulador de redes ns-3, através do ganho de diversidade no cálculo da SNR.
• Inclusão da opção de realizar o canal de controle do acesso inicial de forma omnidirecional
com o Esquema de Alamouti no módulo mmWave do ns-3.
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• Implementação do modelo de erro para o canal de controle no módulo mmWave do ns-
3, permitindo que haja erros na transmissão de quadros de controle (já que o modelo de
erro só estava implementado para canal de dados, tratando o canal de controle como ideal,
assumindo uma recepção perfeita de todos os quadros de controle).
• Avaliação de desempenho do canal de controle físico omnidirecional com o Esquema de
Alamouti através de gráficos que reportam a probabilidade de conexão do dispositivo do
usuário na rede e a SNR recebida no canal de controle uplink para o caso omnidirecional
SISO, para diferentes configurações do Esquema de Alamouti e para o canal de controle
direcional com conformação de feixe.
1.3 ESTRUTURA DA DISSERTAÇÃO
Esta dissertação está dividida em alguns capítulos para facilitar a leitura e compreensão do
trabalho desenvolvido. O Capítulo 2 apresenta os principais fundamentos teóricos em que este
trabalho foi baseado, apresentando importantes conceitos relacionados ao acesso inicial em redes
mmWave. O Capítulo 3 traz uma revisão bibliográfica dos principais trabalhos relacionados com
o foco dessa dissertação. O Capítulo 4 apresenta a nossa proposta de realizar a conexão do usuário
no acesso inicial de redes mmWave utilizando o Esquema de Alamouti. O Capítulo 5 descreve
o sistema e modelos utilizados para implementação da nossa proposta no simulador de redes ns-
3. O Capítulo 6 apresenta os cenários de simulação utilizados e os resultados obtidos com as
simulações, incluindo a avaliação do desempenho da nossa proposta. Finalmente, o Capítulo 7
traz nossas principais conclusões sobre o nosso trabalho e sugestões de trabalhos futuros a serem
desenvolvidos a partir das nossas conclusões.
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2 FUNDAMENTAÇÃO TEÓRICA
Este capítulo apresenta os principais fundamentos teóricos nos quais esse trabalho foi em-
basado. Assim, os conceitos mais estudados e necessários para a compreensão da proposta são
expostos de forma a trazer um conhecimento básico teórico para o entendimento da solução.
2.1 QUINTA GERAÇÃO DE REDES CELULARES - 5G
Esperam-se que algumas mudanças fundamentais sejam implementadas nas futuras redes ce-
lulares 5G. Essas mudanças devem ocorrer devido aos requerimentos de desempenho em termos
de taxa de transferência de dados, latência e consumo de energia [2]. A taxa de transferência de
dados desempenha o papel mais importante na arquitetura de redes celulares 5G, já que a explo-
são do tráfego móvel é um dos principais motivadores para o desenvolvimento da tecnologia 5G.
A taxa de transferência de dados agregada precisa ser 1000 vezes maior que a taxa permitida na
tecnologia 4G [2]. A taxa de transferência de dados na borda da célula, que costuma ser a pior
taxa de dados que um usuário experimenta na rede, deve estar na faixa de 100 Mbps a 1 Gbps nas
redes celulares 5G, diferente da taxa na borda da célula na tecnologia LTE, que é de aproximada-
mente 1 Mbps. Já a taxa de pico, que é a melhor taxa que o usuário experimenta na rede, deve ser
na ordem de dezenas de Gbps.
Na tecnologia 4G a latência de ida e de volta é da ordem de 15 ms. Para a tecnologia 5G, a
latência deve ser da ordem de 1 ms, a fim de suportar as aplicações emergentes. Também é espe-
rado que o consumo de energia diminua nas redes celulares 5G. Devido ao aumento significativo
da taxa de transferência de dados, é necessário que o consumo de energia por bit diminua em
cerca de 99%. Algumas tecnologias promissoras como as redes de ondas milimétricas e as pe-
quenas células proporcionam um custo razoável e redução do consumo de energia. Além dessas,
outras tecnologias têm sido promissoras para implementar as redes celulares 5G. As principais
tecnologias consideradas para as redes celulares 5G são [17]:
• Arquitetura centrada nos dispositivos: O aumento das redes heterogêneas, a coexistência de
bandas de frequência com características de propagação diferentes, a utilização de comu-
nicações com CoMP (do inglês Cooperative Multipoint) e a comunicação D2D (do inglês
device-to-device) têm mostrado a necessidade de mudança de uma arquitetura centrada em
célula para uma arquitetura centrada nos dispositivos, alterando os conceitos de downlink e
uplink e também de plano de controle e plano de dados.
• Sistemas celulares Millimeter Wave (mmWave): A banda de frequência de ondas milimétri-
cas (mmWave) tem sido promissora para as redes celulares 5G por tomar vantagem da larga
e inexplorada faixa de frequência de 30 até 300 GHz. A utilização de um grande número de
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pequenas antenas e os ganhos de transmissão direcional proporcionam altas taxas de dados
para redes mmWave.
• Massive MIMO: O Massive MIMO (do inglês Massive Multiple-Input Multiple-Output)
utiliza uma grande número de antenas no transmissor e no receptor, sendo que o número
de antenas na estação base deve ser bem maior que o número de dispositivos atendidos. As
mensagens são multiplexadas em recursos de tempo-frequência e é possível alcançar altos
ganhos na eficiência espectral.
• Dispositivos Inteligentes: Algumas tecnologias como D2D (do inglês Device-to-device), ca-
che local e rejeição de interferência devem ser incorporadas nos dispositivos móveis, permi-
tindo que eles tenham um papel mais ativo nas redes celulares 5G aumentando a inteligência
dos dispositivos.
• Suporte à comunicação máquina-a-máquina: Alguns serviços emergentes requerem um
grande número de dispositivos conectados, tal como sensores, smart grids e comunicação
veicular. Esses serviços também requerem enlaces de alta confiabilidade, baixa latência e
operação em tempo real.
As redes 5G devem contar com mais estações base, combinando macro células com células
menores. Várias tecnologias de rádio devem operar em conjunto formando uma rede heterogênea,
integrando tecnologias como o LTE, o Wi-Fi e comunicações mmWave ou outras tecnologias do
5G [15]. A técnica do Massive MIMO e as pequenas células são duas abordagens promissoras
para as redes celulares 5G [18]. O pequeno comprimento de onda da banda mmWave permite que
centenas de elementos de antena sejam colocados em uma matriz em uma pequena plataforma na
estação base. O Massive MIMO aproveita os benefício do MIMO em larga escala, aumentando
a eficiência espectral e a capacidade do sistema, podendo ser implantado com componentes de
baixo custo e baixo consumo de energia [19]. As pequenas células permitem que a distância
média entre o transmissor e o receptor diminua, resultando em uma perda de propagação menor,
altas taxas de dados e eficiência energética [18].
2.2 REDES CELULARES MMWAVE
Devido à sobrecarga do espectro do LTE (do inglês Long Term Evolution) abaixo de 6 GHz,
tem surgido um grande interesse em bandas mmWave, onde há uma grande quantidade de espectro
inutilizado disponível. As redes mmWave são caracterizadas por seus pequenos comprimentos
de onda, sua alta frequência e sua grande largura de banda. Sistemas mmWave aproveitam a
vantagem de grande bandas de frequências inexploradas (de 6 GHz até 300 GHz [4]), e seus
pequenos comprimentos de onda (de 1 a 100mm) permitem o desenvolvimento de um grande
número de antenas do tamanho de chips de rádio. O espectro de 3 a 30 GHz é chamado de
banda SHF (do inglês Super High Frequency) e o espectro de 30 GHz a 300 GHz é chamado
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de banda EHF (do inglês, Extremely High Frequency). Essas bandas possuem características de
propagação semelhantes e por isso são incluídas na banda de ondas milimétricas [3]. Essa faixa do
espectro não tem sido muito explorada para aplicações comerciais, mas recentemente essa porção
do espectro tem sido estudada para permitir comunicações de curto alcance com altas taxas de
dados.
O espectro não licenciado mmWave proporciona as seguintes vantagens [2]:
• Grande alocação de frequência: O espectro mmWave está disponível na maioria das regiões
do mundo.
• Espectro limpo: Como é uma faixa de frequência não utilizada pelas operadoras tanto no
ambiente indoor quanto no outdoor, há menos chance de interferência.
• A alta frequência permite a utilização de pequenas antenas com alto ganho e amplificadores
RF de baixa potência.
• A alta perda de propagação permite a sobreposição de redes que não interferem muito umas
nas outras. As antenas altamente direcionais nas frequências mmWave facilitam a reutiliza-
ção espacial.
Apesar dessas vantagens, a alta perda de percurso e o bloqueio de sinal são importantes desa-
fios a serem vencidos em bandas mmWave. Uma das características das ondas milimétricas é a
alta absorção por oxigênio e vapor de água [3]. Outra característica é a alta perda de penetração
em materiais sólidos como objetos, paredes, vidros e corpos humanos [4]. Devido à essa alta
vulnerabilidade a obstáculos, as redes de ondas milimétricas estão sujeitas ao bloqueio, sofrendo
com a grande atenuação através dos obstáculos. A Figura 2.1 retrata uma rede mmWave sujeita
ao bloqueio e reflexão do sinal, com um obstáculo entre a estação base BS1 e o dispositivo móvel
UE1. Essas perdas não são compensadas com o aumento da potência do transmissor, elas pre-
cisam ser compensadas com transmissões direcionais sobre canais sem bloqueio. Para vencer o
bloqueio, é necessário um busca por um canal espacial que não está bloqueado, exigindo a sobre-
carga de um novo procedimento de conformação de feixe. Isso torna necessário um novo conceito
de definição da célula, pois requer células menores e dinâmicas, centralizadas no dispositivo do
usuário ao invés da estação base.
As transmissões direcionais podem provocar o fenômeno da "surdez", que se refere à situa-
ção em que os feixes de transmissão e recepção não se encontram alinhados [4], dificultando o
estabelecimento de um enlace de comunicação entre o transmissor e o receptor. A surdez impacta
principalmente no acesso inicial do usuário na rede, quando o usuário e a estação base precisam
estar com os feixes de transmissão e recepção alinhados para começar a trocar mensagens de con-
trole que permitem que o usuário seja conectado na estação base. Por outro lado, a surdez reduz
a interferência significativamente, já que o receptor só escuta em uma direção específica do canal
espacial. A redução da interferência permite o desenvolvimento de células menores e um maior
fator de reuso de frequência.
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Figura 2.1: Rede mmWave com transmissão direcional a partir da BS e do UE com bloqueio do sinal devido aos
obstáculos presentes entre o transmissor e receptor.
Espera-se que os dispositivos mmWave operem tanto em redes mmWave como em redes de
microondas, na banda do LTE por exemplo. A banda de microondas pode ser explorada para a
troca de mensagens de controle, que exige taxas de dados menores mas com maior confiabilidade
e estabilidade do enlace. Dessa forma a troca de mensagens de controle pode ser feita de forma
omnidirecional na faixa de frequência do LTE. É esperado também que uma variedade de tama-
nhos diferentes de célula trabalhem juntas nas redes celulares 5G [4], como macro-células, pico-
células e femto-células. Isso facilita a transição das redes de microondas para as redes mmWave,
pois permite a coexistência de duas faixas de frequência em operação. É possível perceber en-
tão que as redes celulares mmWave podem possuir heterogeneidade tanto de espectro quanto de
cenário de desenvolvimento. Mas, apesar da possibilidade de utilizar a banda de microondas no
canal de controle, essa abordagem traz limitações como a incompatibilidade dos parâmetros de
canal devido às diferenças nas características de propagação das duas bandas [20] e os esforços
exaustivos em medições multi-bandas [21].
Em [22] algumas características de propagação foram resumidas em termos do expoente de
perda de propagação (PLE, do inglês path loss exponent) sobre canais com linha de visada (LOS,
do inglês line-of-sight) e sem linha de visada (NLOS, do inglês non-line-of-sight), com raio de
atenuação em 200 m e absorção de oxigênio em 200 m. É mostrado que para distância de 200 m
entre o transmissor e o receptor, as bandas de 28 GHz e 38 GHz sofrem baixa atenuação causada
pela chuva e baixa absorção de oxigênio, enquanto que as bandas de 60 GHz e 73 GHz já sofrem
uma alta atenuação causada pela chuva e alta absorção de oxigênio também. É possível observar
também que as transmissões NLOS têm uma perda de propagação maior do que as transmissões
LOS, para as quatro bandas.
As bandas de 28 e 38 GHz estão disponíveis com alocação de espectro de 1 GHz de largura
de banda [18]. Rappaport et al. [18] realizaram uma série de medições de propagação nas bandas
de 28 GHz e 38 GHz. Os estudos realizados nessas bandas concluíram que os sinais nessas
frequências podem ser detectados para distâncias de até 200 m a partir da estação base, mesmo
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em uma conexão NLOS. Considerando esse tamanho de célula em ambientes urbanos, a absorção
atmosférica não traz uma perda de propagação adicional significante nas bandas de 28 e 38 GHz,
cerca de somente 1,4 dB de atenuação na distância de 200 m. Para pequenas distâncias (menos que
1 km), a atenuação da chuva apresenta um efeito mínimo na propagação de ondas milimétricas
em 28 e 38 GHz para pequenas células [18].
A faixa de frequência de ondas milimétricas tem sido considerada para as redes celulares 5G,
mas até o momento de elaboração deste trabalho, ainda não existe um padrão definido com a
especificação do uso de redes mmWave para redes celulares 5G. Mas além da quinta geração de
redes celulares, existem outras iniciativas que também utilizam a banda mmWave. Essa banda
já tem sido adotada por exemplo no padrão IEEE 802.11ad e no padrão IEEE 802.15.3c. A
alteração IEEE 802.11ad do padrão IEEE 801.11 define um esquema de comunicação direcional
que aproveita a técnica de conformação de feixe para compensar a forte atenuação na banda de 60
GHz. Esse padrão utiliza setores “virtuais” das antenas, que são implementados usando vetores de
peso pré-calculados para uma matriz de antenas ou utilizando um sistema com múltiplas antenas
direcionais [23]. O padrão IEEE 802.15.3c foi desenvolvido para tratar de redes WPAN (do inglês
Wireless Personal Area Network) baseadas em ondas milimétricas. Essa rede WPAN mmWave
opera na banda não licenciada de 57-66 GHz, definida pela FCC 47 CFR 15.255. Esse padrão
especifica as camadas física e MAC para redes WPAN indoor, que são compostas de vários nós
sem fio (WNs) e um único controlador de pico-redes (PNC) que provê a sincronização da rede e
coordena a transmissão na pico-rede [22].
2.3 CONFORMAÇÃO DE FEIXE
A conformação de feixe é uma técnica de processamento de sinais em que as antenas são
adaptadas para formarem um padrão de feixe centralizado e direcional. A conformação de feixe
pode ser utilizada no transmissor e no receptor para prover ganhos significativos na SNR (do
inglês Signal-Noise-Ratio), mitigando a perda de propagação [1]. A conformação de feixe tem
sido uma técnica chave para compensar a alta atenuação do canal e interferência através dos
altos ganhos de diretividade. Devido à seleção espacial das antenas direcionais, a interferência
co-canal é reduzida com a conformação de feixe [1]. Em sistemas mmWave é possível utilizar
um grande número de antenas adaptativas direcionais com pequenos tamanhos e orientadas em
várias direções, explorando as reflexões e sombreamentos causadas por objetos para maximizar
a intensidade do sinal. A Figura 2.2 representa a transmissão direcional a partir da estação base
para os dispositivos móveis, utilizando feixes estreitos de transmissão dentro de cada setor do
arranjo de antenas.
Em redes celulares mmWave a conformação de feixe é utilizada tanto na estação base quanto
no dispositivo do usuário. O transmissor seleciona um padrão de feixe de transmissão, que deter-
mina os pesos de deslocamento de fase para conduzir o feixe em uma determinada direção. Da
mesma forma, o receptor seleciona um padrão de feixe para receber os sinais em uma certa dire-
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Figura 2.2: Transmissão direcional com conformação de feixe.
ção [12]. Assim, os feixes de transmissão e recepção precisam estar alinhados um com o outro
para obter altos ganhos de conformação de feixe. Então, depois que o equipamento do usuário
já estiver conectado em uma determinada célula, o equipamento do usuário envia periodicamente
para a estação base o índice do melhor feixe de transmissão dessa estação base utilizando o canal
de controle do uplink. O melhor feixe de transmissão do equipamento do usuário também é envi-
ado periodicamente no canal de controle do downlink a partir da estação base para o equipamento
do usuário. Após esse conhecimento dos melhores feixes de transmissão das duas extremidades
do enlace, os dados podem ser transmitidos no melhor par de feixes tanto no downlink como no
uplink.
Na conformação de feixe MIMO, o mesmo símbolo, ponderado por um fator de escala com-
plexo, é enviado sobre cada antena. Considerando os vetores coluna de conformação de feixe v
e u para a transmissão e recepção, respectivamente, o símbolo transmitido x é enviado sobre a
i-ésima antena com peso vi. Do outro lado, o sinal recebido na i-ésima antena é ponderado por ui.
Os vetores de peso de transmissão e recepção são normalizados, logo, ||v|| = ||u|| = 1. Quando
a matriz de canal H é conhecida pelo transmissor, a SNR recebida é otimizada escolhendo v e u
como principais vetores singulares da matriz de canal H. Quando a matriz de canal não é conhe-
cida pelo receptor, os pesos das antenas transmissoras são todos iguais, resultando em uma menor
SNR e capacidade do que a transmissão com a ponderação de transmissão ideal [24].
Existem diferentes arquiteturas de conformação de feixe. A arquitetura de conformação de
feixe analógica utiliza apenas um canal RF (do inglês Radio Frequency) para focar o ganho da
conformação de feixe na direção do percurso dominante [1]. A conformação de feixe digital exige
um canal RF por antena, requerendo um ADC (do inglês Analog to Digital Converter) por cada
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canal RF. A arquitetura híbrida implementa a multiplexação espacial e a conformação de feixe,
reduzindo o número de canais RF e permitindo que múltiplos fluxos de dados sejam enviados
em direções espaciais diferentes. A Figura 2.3 apresenta algumas arquiteturas de conformação
de feixe presentes na literatura. A arquitetura de conformação de feixe digital é mais flexível
do que a analógica e provê alto grau de liberdade, oferecendo um melhor desempenho apesar de
sua maior complexidade [6]. Como na conformação de feixe totalmente digital há um canal RF
separado e um ADC para cada antena, há um consumo de energia maior e também um maior
custo. Como redes mmWave funcionam com um grande número de antenas e uma ampla largura
de banda, essa técnica pode ser inviável para redes mmWave devido ao alto consumo de energia
requerido por cada ADC em cada antena. Já a conformação de feixe analógica é mais simples e
também provê altos ganhos de diretividade a partir do grande número de antenas, economizando
energia usando um único ADC. A partir dessa perspectiva, a conformação de feixe analógica é
mais apropriada para ser usada em redes mmWave.
Figura 2.3: Arquiteturas de conformação de feixe. Fonte: [1].
2.4 DESAFIOS DA CAMADA MAC
As redes celulares mmWave precisam prover taxas de dados de múltiplos Gbps para os usuá-
rios a fim de suportar aplicações multimídia com requerimentos de QoS. Com isso, surgem alguns
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desafios a serem explorados na camada MAC (do inglês Medium Access Control) para atender o
aumento da demanda de tráfego móvel. Mudanças fundamentais são necessárias no design da
camada MAC para redes celulares mmWave, principalmente em funcionalidades como sincroni-
zação, acesso aleatório, handover, gerenciamento de interferência, agendamento e associação [4].
Jian Qiao apresenta uma série de desafios de camada MAC para comunicações mmWave em seu
trabalho descrito em [2], apresentados a seguir.
Devido à enorme largura de banda disponível, a comunicação mmWave pode prover uma
grande capacidade. É possível explorar o reuso espacial por causa da alta perda de propaga-
ção e da transmissão direcional em redes mmWave, permitindo transmissões concorrentes para
melhorar a capacidade agregada da rede. No entanto, múltiplos enlaces de comunicação simultâ-
neos resultam em uma maior interferência multi-usuário, afetando a vazão do sistema [2]. Dessa
forma, é necessário que mudanças sejam feitas na camada MAC para permitir as transmissões
concorrentes de forma adequada.
Outro desafio importante é o alinhamento dos feixes entre o transmissor e o receptor. Como as
antenas irradiam a maior parte da potência em certas direções, o transmissor e o receptor precisam
do procedimento de conformação de feixe para alcançar uma maior capacidade na rede, apesar de
não conhecerem a localização um do outro. Esse procedimento de conformação de feixe é mais
complexo para enlaces de comunicação concorrentes, considerando a interferência mútua [2].
A camada MAC precisa ser revisada para lidar com a severa atenuação do canal, a direcio-
nalidade e o bloqueio. A vulnerabilidade do canal físico mmWave é uma questão fundamental
que deve influenciar o design da camada MAC. Devido à alta perda de propagação e bloqueio
na banda mmWave, o enlace de comunicação fica sujeito à interrupções frequentes, principal-
mente no caso de usuários com alta mobilidade em áreas metropolitanas. Essas interrupções são
preocupantes para a entrega do QoS necessário pelas aplicações.
Também é necessário discutir sobre o acesso inicial e o gerenciamento de mobilidade em re-
des mmWave. Essas funções da camada MAC especificam como o dispositivo do usuário deve se
conectar à rede e preservar sua conectividade. Em um MAC baseado em contenção, os pacotes
que chegam na estação base com maior potência são provenientes de usuários que estão mais pró-
ximos da estação base na célula. Geralmente, esses são os usuários que conseguem reservar os
recursos de canal na presença de transmissões conflitantes, uma vez que a comunicação mmWave
sofre uma perda de propagação severa com o aumento da distância. Por isso, é necessário de-
senvolver um protocolo CSMA/CA que proporcione equidade entre os usuários [2]. Apesar do
nosso trabalho não ser focado na camada MAC, tratamos de aspectos da camada física que in-
fluenciam diretamente no funcionamento da camada MAC, principalmente sobre os aspecto do
acesso inicial, que é abordado na próxima seção.
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2.5 ACESSO INICIAL EM REDES MMWAVE
O acesso inicial permite que um equipamento de usuário móvel (UE, do inglês user equip-
ment) estabeleça uma conexão com a estação base (BS, do inglês base station). Esse procedi-
mento é necessário para que o UE tenha acesso à rede e é um procedimento crítico para redes
mmWave, já que em transmissões direcionais esse passo só pode ser realizado após o estabele-
cimento do enlace físico. Nos sistemas LTE atuais o acesso inicial é realizado em canais omni-
direcionais. Já em redes mmWave, se o acesso inicial for realizado em canais direcionais, deve
ser incluída a fase de busca celular (cell search) para que a BS e o UE determinem primeiro as
direções de transmissão adequadas para permitir a troca de mensagens de controle, já que o me-
lhor par de feixes de transmissão não é previamente conhecido. Dessa forma, o acesso inicial em
redes mmWave seria composto de duas etapas: 1) busca celular para determinar as direções de
conformação de feixe iniciais da BS e do UE e 2) acesso aleatório para detectar a requisição de
acesso do UE [15].
2.5.1 Busca de Feixes
O desalinhamento é particularmente crítico durante o acesso inicial do dispositivo móvel na
célula, quando o UE precisa se conectar na estação base através de um esquema de acesso alea-
tório. Então, se um canal de controle físico direcional é desejado nesse estágio, a informação do
estado do canal será necessária em ambas as extremidades do enlace para proporcionar a confi-
guração do alinhamento dos feixes. Para conseguir isso, um número de trabalhos tem proposto
algoritmos de pesquisa de feixes para encontrar os melhores pares de feixe que maximizam o link
budget entre o transmissor e o receptor.
Wang [10] propôs um protocolo de conformação de feixe baseado em um codebook projetado
para encontrar o melhor par de feixes para transmissão de dados. Seu protocolo mostrou reduzir
o tempo de configuração do feixe em comparação com esquemas de busca exaustivos. Os resul-
tados numéricos mostraram que o protocolo de conformação de feixe proposto reduziu o tempo
de set-up de 31,57 ms do esquema de busca exaustiva para 619,782 µs. Li et al. [11] propuse-
ram uma nova técnica que reduz a sobrecarga de protocolo e o consumo de energia usando um
algoritmo de conformação de feixe que é baseado no algoritmo de Rosenbrock [25]. Também,
Sung et al. [8] propuseram um mecanismo de escolha dos feixes controlado pelo UE para canais
uplink baseados em contenção. Apesar desses avanços, essas abordagens ainda demandam uma
sobrecarga de tempo extra para a configuração dos feixes e alinhamento, que pode ser crítico e
prejudicial, especialmente durante o acesso inicial, uma vez que isso afeta a conexão do UE na
célula, principalmente durante o handover entre diferentes estações base.
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2.5.2 Acesso Aleatório
Em uma rede celular, um dispositivo móvel precisa estabelecer um enlace de rádio com a
estação base para realizar a transmissão e recepção de dados. É provável que alguns dos procedi-
mentos básicos e técnicas das atuais redes LTE sejam usadas nas futuras redes 5G, que ainda não
possuem um padrão estabelecido. Consequentemente, de forma similar ao LTE, o esquema de
acesso aleatório será usado no acesso inicial para permitir que cada UE execute um mecanismo
de handshake básico com a BS. No LTE, o procedimento de acesso aleatório funciona com re-
serva de acesso, para que o UE reserve os recursos necessários para suas transmissões de dados
no uplink usando um mecanismo baseado no slotted ALOHA.
O dispositivo móvel acessa a rede utilizando o RACH (do inglês Random Access Channel),
para estabelecer uma enlace de rádio com a estação base. O RACH é formado por uma sequência
de recursos alocados no tempo e frequência, denominados slots RA (do inglês Random Access).
O RACH é utilizado para várias funções, como o acesso inicial, o handover, a sincronização de
manutenção do uplink e a solicitação de agendamento [12].
O procedimento de acesso aleatório baseado em contenção no LTE é composto de 4 mensa-
gens de controle diferentes entre o UE e a BS [26], como mostrado na Figura 2.4. No método
baseado em contenção, a comunicação é iniciada pelo UE. Uma requisição de acesso só é con-
cluída se as quatro mensagens forem trocadas com sucesso nos quatro passos de acesso aleatório
a seguir.
• Passo 1 - Preâmbulo de acesso aleatório: Quando um UE ocioso tenta se conectar à rede
LTE, ele transmite um preâmbulo de acesso aleatório, utilizando o RACH. Esse preâmbulo
RACH é uma assinatura digital que o dispositivo transmite em um slot RA. Existem 64
preâmbulos pseudo-aleatórios ortogonais disponíveis para o RA. A estação base reserva al-
guns desses preâmbulos para o acesso livre de contenção. Cada dispositivo escolhe aleatori-
amente um preâmbulo (dentro do conjunto de preâmbulos do acesso baseado em contenção)
e transmite esse preâmbulo nos recursos de tempo e frequência indicados pela informação
do sistema divulgada pela BS. Quando dois ou mais dispositivos utilizam o mesmo preâm-
bulo no mesmo slot RA, uma colisão acontece. Quando não há colisão, a estação base
detecta os diferentes preâmbulos enviados devido à ortogonalidade entre eles [27].
• Passo 2 - Resposta de acesso aleatório (RAR): Quando a BS recebe o preâmbulo de acesso
aleatório, a mensagem RAR (do inglês Random Access Response) é enviada para o UE
a fim de identificar o preâmbulo recebido e atribuir um identificador temporário (RNTI,
do inglês Radio Network Temporary Identifier) ao dispositivo, assim como atribuir recurso
de tempo-frequência no canal uplink para o próximo passo [26]. Também são enviadas
instruções para sincronizar as transmissões no uplink. Quando um dispositivo recebe a
mensagem RAR associada ao slot RA em que o preâmbulo foi enviado, mas ela não contém
o identificador do seu preâmbulo transmitido, ele aguarda um tempo de backoff e realiza o
passo 1 novamente.
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• Passo 3 - Requisição de conexão: Após receber a mensagem RAR, o UE envia uma men-
sagem de requisição de conexão para a BS utilizando o recurso de tempo e frequência de-
signado no passo 2 solicitando o acesso inicial, incluindo informações sobre autenticação e
identificação. Quando a colisão do preâmbulo RACH não é identificada pela BS no passo
1, a mesma mensagem RAR é enviada para mais de um dispositivo no passo 2, ocasionando
colisão também no passo 3, já que os mesmos recursos de uplink são utilizados por mais de
um usuário [27].
• Passo 4 - Resolução de contenção: Quando a requisição de acesso do UE não sofre colisão
no passo 3 e é recebida pela BS, a BS responde à requisição de conexão com uma men-
sagem de resolução de contenção, alocando os blocos de recurso solicitados ou negando a
requisição se não existirem recursos disponíveis. Quando uma colisão acontece no passo 3,
nenhuma confirmação é transmitida pela BS. Assim, cada dispositivo retransmite a requisi-
ção de conexão através do mecanismo HARQ (do inglês Hybrid Automatic Retransmission
Request), de acordo com o número máximo de retransmissões permitidas até a declaração
de falha de acesso, sendo necessário agendar uma nova tentativa de conexão. A cada nova
tentativa de conexão, um contador de transmissão é incrementado e se esse contador chega




Passo 1: Preâmbulo de acesso aleatório
Passo 2: Resposta de acesso aleatório (RAR)
Passo 3: Requisição de Conexão
Passo 4: Mensagem de resolução de contenção
Figura 2.4: Procedimento de acesso aleatório baseado em contenção de acesso.
Assumindo que a BS e o UE utilizem conformação de feixe, quando um UE faz um acesso
inicial à rede usando um RACH, os melhores pares de feixe não são conhecidos até que o pro-
cedimento de busca celular seja executado, o que dificulta a escolha dos feixes de transmissão e
recepção do preâmbulo RACH. Para obter um alto ganho de conformação de feixe, os feixes de
transmissão e recepção do preâmbulo precisam estar alinhados. Se o UE transmitir o preâmbulo
RACH em múltiplas direções, apenas algumas dessas transmissões conseguirão obter o ganho
máximo de conformação de feixe quando os feixes de transmissão e recepção estiverem alinha-
dos. Por isso é necessário utilizar algum mecanismo de busca de feixes para realizar o acesso
aleatório, a fim de selecionar os melhores feixes de transmissão e recepção.
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Como mencionado anteriormente, os procedimentos de busca de feixe podem incluir um
atraso adicional na etapa de acesso aleatório. A longa duração do acesso aleatório pode im-
pactar em aspectos cruciais das redes mmWave, como abordado por Jeong et al. em [12], onde é
apresentado o impacto de um acesso aleatório de longa duração nos aspectos de acesso inicial, fa-
lha de enlace de rádio, handover, configuração do uplink e downlink utilizando o TDD (do inglês
time-division duplex) e agendamento de feixes.
A fim de reduzir o consumo de energia do dispositivo móvel, o dispositivo deve permanecer
o menor tempo possível no estado de transição do estado ocioso para o estado conectado, mas
se o acesso aleatório precisar de uma duração prolongada devido ao alinhamento de feixes, essa
fase de transição terá uma duração maior, consumindo mais energia do dispositivo móvel. Outro
impacto da longa duração do acesso aleatório é em caso de RLF (do inglês Radio Link Failure),
em que o dispositivo precisa reestabelecer sua conexão com a BS após uma falha no enlace de
rádio. O tempo de interrupção de serviço não deve ser longo para não afetar a qualidade da
experiência do usuário. Portanto, é importante que o dispositivo consiga se conectar na célula
rapidamente, exigindo um procedimento rápido de acesso aleatório.
O procedimento de handover também sofre o impacto de uma longa duração do procedimento
de acesso aleatório. Devido à configuração de um grande número de pequenas células em redes
mmWave, um dispositivo móvel pode mudar de célula frequentemente, conforme mostrado na
Figura 2.5, em que o dispositivo móvel UE3 se move de uma célula para a outra e precisa se
conectar à nova estação base BS2. O tempo de handover deve ser curto para garantir a qualidade
de serviço do usuário, especialmente em serviços de tempo real, como voz sobre IP (VoIP). É
importante que a movimentação do dispositivo de uma célula para outra seja praticamente imper-
ceptível, sem exigir um tempo longo de conexão do usuário na BS a cada vez que o dispositivo
mudar de célula.
Figura 2.5: Representação do handover de um dispositivo móvel de uma célula para outra.
Ao considerarmos uma transmissão direcional do preâmbulo RACH, é preciso levar em conta
que o procedimento de alinhamento de feixes precisa ser executado para que a transmissão seja
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feita na melhor direção, caso contrário, a transmissão será feita em múltiplas direções, deman-
dando uma duração maior do preâmbulo RACH [12]. Frente ao impacto que a longa duração do
acesso aleatório provoca nas redes mmWave, é importante repensar no modo de realizar o canal
de controle físico durante o acesso inicial, permitindo que o procedimento de acesso aleatório te-
nha uma curta duração para manter a qualidade do serviço percebida pelo usuário. Dessa forma,




Neste capítulo é apresentada uma revisão bibliográfica dos principais trabalhos relacionados
ao acesso inicial em redes mmWave que utilizamos ao longo do desenvolvimento desse trabalho.
Apresentamos os principais pontos de alguns trabalhos relacionados com o acesso aleatório em
redes mmWave, incluindo abordagens sobre um canal de controle direcional, omnidirecional e
fora da banda mmWave. Apesar de poucos trabalhos abordarem a questão do acesso inicial em
redes mmWave, reportamos alguns resultados relevantes encontrados na literatura.
Jeong et al. [12] aborda questões fundamentais do RACH, canal de acesso aleatório, em co-
municações celulares mmWave e apresenta possíveis abordagens para resolver essas questões. O
principal problema abordado nesse trabalho é que o acesso aleatório não é totalmente beneficiado
pela técnica de conformação de feixe devido à falta de informação do melhor feixe de transmissão
e recepção, principalmente em canais NLOS (do inglês Non-line-of-sight). Quando um disposi-
tivo acessa a rede inicialmente, utilizando o RACH, ele não tem a informação do melhor par
de feixes de transmissão. Então, existe uma dificuldade para o dispositivo do usuário escolher
a melhor direção de transmissão para o envio do preâmbulo RACH, assim como para a estação
base escolher a melhor direção de recepção do preâmbulo. Esse artigo analisa o desempenho do
RACH com o envio do preâmbulo em múltiplas direções com antena direcional e antena omnidi-
recional. De acordo com os resultados obtidos, os ganhos de desempenho com antena direcional
sobre o uso de antena omnidirecional ainda são mantidos mesmo que o preâmbulo não seja trans-
mitido sempre com os melhores pares de feixe. Mas a duração do preâmbulo RACH pode ser
muito maior quando o preâmbulo é enviado em múltiplas direções do que quando ele é enviado
na melhor direção, já que a maioria das transmissões do preâmbulo não alcançam altos ganhos de
conformação de feixe devido à falta de alinhamento da direção dos feixes de transmissão e recep-
ção. Assim, a transmissão do preâmbulo RACH em várias direções demanda um atraso maior,
pois apenas as transmissões nas melhores direções são recebidas com sucesso. A longa duração
do preâmbulo RACH pode impactar em alguns procedimentos importantes, como o acesso ini-
cial, a recuperação de falha de enlace de rádio e o handover entre pequenas células. Algumas
possíveis abordagens são apresentadas para resolver o problema da longa duração da transmissão
do preâmbulo RACH. Uma das propostas apresentadas pelos autores é melhorar a detecção do
preâmbulo pela estação base desenvolvendo um novo algoritmo de detecção levando em conta a
seletividade de frequência do canal. Outras possíveis soluções seriam utilizar múltiplos canais
digitais na estação base, explorar a reciprocidade do canal no modo TDD e planejar as células de
forma que as estações base sejam alocadas em lugares com linha de visada para os dispositivos
móveis.
Shokri-Ghadikolaei et al. [4] discutem as implicações que uma comunicação altamente dire-
cional traz para um modelo eficiente de camada MAC. Esse artigo discute questões importantes
relacionadas à camada MAC, como a sincronização, o acesso inicial, o handover, entre outras.
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São apresentados dois tipos de compromissos essenciais em canais de controle físicos para redes
mmWave: o compromisso entre enviar as mensagens de controle sobre frequências de micro-
ondas ou em mmWave e o compromisso de direcionalidade, que se refere à opção de enviar as
mensagens de controle sobre um canal de controle físico (PHY-CC, do inglês Physical Control
Channel) omnidirecional (tanto a BS quanto o UE são omnidirecionais), semi-direcional (a BS
ou o UE é omnidirecional enquanto o outro é direcional) ou totalmente direcional (tanto a BS
quanto o UE são direcionais).
Um canal de controle físico em banda mmWave está sujeito a uma forte atenuação e bloqueio,
já a banda de microondas facilita o envio de mensagens de difusão e a sincronização da rede,
proporcionando uma cobertura maior e um enlace mais estável. Por outro lado, um canal de
controle físico sobre microondas exige uma maior complexidade de hardware e maior consumo de
energia [4]. Em relação à direcionalidade, um PHY-CC em modo omnidirecional possui um curto
alcance em distância, mas pode receber as mensagens de controle sem o problema da surdez. Já o
PHY-CC semi-direcional aumenta o alcance em distância e introduz menos interferência na rede,
mas exige uma busca espacial para mitigar o problema da surdez, introduzindo um atraso extra da
busca espacial para realizar o alinhamento dos feixes de transmissão. Por último, um PHY-CC no
modo totalmente direcional aumenta ainda mais a cobertura com menos interferência, mas exige
um atraso ainda maior de pesquisa espacial. Os resultados das simulações em [4] mostraram
que a cobertura de um PHY-CC omnidirecional foi a menor se comparado com as outras opções
de PHY-CC, devido à falta do ganho de diretividade e à forte atenuação do canal mmWave. Já o
PHY-CC totalmente direcional obteve a maior cobertura das três opções, exigindo menos estações
base com linha de visada para obter uma cobertura mínima de 97%.
As transmissões direcionais em redes mmWave provocam um grande impacto nos procedi-
mentos da camada de controle. Como já mencionado, o acesso inicial pode ser prolongado sig-
nificativamente devido à necessidade da estação base e do usuário de encontrarem os melhores
feixes para a transmissão e recepção direcional. Giordani et al. [15, 13] apresentam uma análise
de técnicas propostas recentemente para realizar esse alinhamento dos feixes. Foram avaliados
três procedimentos de busca na célula para o acesso inicial, focando nas técnicas de conformação
de feixe analógica: busca exaustiva, busca iterativa e busca baseada em informação do contexto.
A busca exaustiva é feita aplicando a técnica de busca de feixe sequencialmente por força
bruta. Os usuários e as estações base possuem um codebook pré-definido de N direções que
cobrem todo o espaço angular e são usadas sequencialmente para transmitir e receber, sendo
que cada direção é identificada com um vetor de conformação de feixe. Já a busca iterativa é
composta de dois estágios de exploração do espaço angular. Na primeira fase, a estação base
transmite sobre todos os setores mais largos, e na segunda fase essa pesquisa é refinada dentro
do melhor desses setores, estreitando os feixes de transmissão. A busca baseada em contexto é
baseada em um algoritmo que possui três estágios. No primeiro estágio, a macro estação base
que opera em frequências do LTE espalha as coordenadas de GPS de todas as estações mmWave
dentro de um alcance omnidirecional. No segundo estágio cada equipamento de usuário recebe
suas coordenadas GPS, o que requer um custo de energia. No último estágio cada UE seleciona
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uma estação base mais perto geometricamente a partir das informações obtidas nos estágios 1 e
2, e então direciona seus feixes de transmissão para essa estação base. Enquanto isso, a estação
base mmWave faz uma busca exaustiva para detectar a melhor direção de transmissão e recepção.
No estudo realizado em [15] o desempenho dos procedimentos de acesso inicial foram avali-
ados em termos do atraso de descoberta, que é o tempo requerido pela BS e UE para determinar
as melhores direções e alinhar os seus feixes, e a probabilidade de não-detecção, que é a proba-
bilidade da UE dentro da célula não ser detectada pela BS na fase de busca celular. A principal
conclusão dos autores foi que a busca exaustiva provavelmente será a melhor configuração de
acesso inicial para a busca celular, principalmente se for desejada uma boa cobertura em distân-
cias relativamente grandes, por exemplo em caso de usuários de borda em grandes células. A
busca iterativa deve ser preferida em caso de pequenas células em que as distâncias entre a es-
tação base e o usuário forem menores. Entretanto, a melhor técnica geralmente vai depender da
SNR alvo e do cenário considerado. A técnica de algoritmo puramente baseado em informação de
contexto sem um refinamento não é adequada para cenários urbanos sem linha de visada, apesar
de ter o potencial de reduzir o atraso de descoberta e garantir uma boa cobertura.
Em [13] é mostrado que existe um compromisso entre o atraso do acesso inicial e a probabili-
dade de não-detecção do UE na célula. Nesse trabalho, o desempenho do acesso inicial em uma
célula em 28 GHz é avaliado através do atraso de descoberta e da probabilidade de não-detecção
utilizando duas diferentes técnicas de acesso inicial, a técnica exaustiva e a técnica iterativa. O
atraso de descoberta é o tempo que a estação base necessita para identificar todos os usuários no
seu raio de cobertura. A probabilidade de não detecção é a probabilidade de um usuário dentro
da célula não ser identificado pela BS, obtendo uma SNR abaixo do limiar de -5 db. A probabi-
lidade de não-detecção obtida com a técnica iterativa é de 0,4 para a distância UE-BS de 100 m
e 0,15 com a técnica exaustiva, considerando a configuração de antenas 64 × 16. O atraso de
descoberta obtido com as simulações, considerando 144 slots enviados no acesso inicial e com
a configuração de antenas 64 × 16, é 28,8 ms utilizando a técnica exaustiva, e 8,8 ms utilizando
a técnica iterativa para o acesso inicial. As técnicas iterativas requerem menos slots de tempo
para realizar a busca angular em comparação à busca exaustiva, mas apresentam maiores proba-
bilidades de não-detecção. Considerando uma cobertura mínima de cerca de 100 metros para um
canal mmWave urbano e com múltiplos percursos, os procedimentos de busca exaustivas são pre-
feríveis por apresentarem um atraso total menor quando comparado à outras técnicas de acesso
inicial, considerando o pior cenário com uma probabilidade de não detecção menor do que 0,01
para os usuários de borda. Ainda assim, o atraso total obtido para a busca exaustiva chega a 360
ms em uma célula com alta densidade de usuários.
Barati et al. [14] propõem a inclusão de uma nova etapa no procedimento de acesso aleatório
do 3GPP LTE. É proposta a inclusão de um passo de detecção de sinal de sincronização antes do
passo de envio do preâmbulo de acesso aleatório para que o UE e a BS determinem as direções
da conformação de feixe iniciais, além de detectar a presença da BS e a solicitação de acesso
do UE. Nessa etapa, cada BS transmite periodicamente um sinal de sincronização que o UE
utiliza para detectar a presença da estação base e obter a duração do quadro de downlink. Esse
20
sinal de sincronização também é utilizado para determinar a direção de conformação de feixe
do UE, que está relacionada aos ângulos de chegada dos percursos do sinal emitido pela BS.
Dessa forma, no passo de sincronização do sinal, o UE determina sua direção de conformação
de feixe e no passo em que o UE envia o preâmbulo de acesso aleatório, a BS determina sua
direção de conformação de feixe. Nesse trabalho também é considerado o envio do sinal de
sincronização de forma omnidirecional, assim como o envio do preâmbulo de acesso aleatório.
Os autores propõem uma combinação de transmissão omnidirecional, direcional e direcional com
conformação de feixe digital para realizar a sincronização e o acesso aleatório. São apresentadas
diferentes opções como o envio do sinal de sincronização pela BS de forma omnidirecional, a
recepção desse sinal pelo UE de forma direcional e o envio do preâmbulo de acesso aleatório
pelo UE de forma direcional. De acordo com a avaliação de desempenho realizada, no geral, o
menor atraso na etapa de sincronização foi obtida com uma transmissão omnidirecional do sinal
de sincronização. Na fase de acesso aleatório após a sincronização, o menor atraso obtido foi
com a opção de enviar o preâmbulo direcionalmente com a conformação de feixe digital. Apesar
das contribuições mencionadas desse trabalho, não foram feitas análises considerando todos os
passos do procedimento de acesso aleatório sobre uma canal omnidirecional.
Recentemente, alguns trabalhos [21, 9] propuseram uma solução fora da banda mmWave
para adquirir informação em bandas de microondas para estimar o estado do canal em bandas
mmWave, uma vez que a sincronização e a transmissão por difusão são facilitadas em frequências
de microondas. Precilc et al. [21] propuseram reduzir a sobrecarga usando informações proveni-
entes de redes de microondas coletadas a partir de sensores ou outros sistemas de comunicação
operando em frequências abaixo de 6 GHz. Então, a informação é extraída a partir de bandas de
microondas a fim de adquirir informação sobre o canal para a banda mmWave.
Apesar de algumas vantagens, como a redução da sobrecarga da busca de feixes, a exploração
da informação fora da banda ainda apresenta desafios de pesquisa que permanecem sem solução,
que requerem algoritmos de processamento de sinais apropriados e esforços exaustivos em medi-
ções multi-bandas [21]. A incompatibilidade dos parâmetros de canal é o maior desafio, desde que
podem haver incompatibilidades entre os ângulos de chegada e o espalhamento angular usando
informações de outra banda na banda mmWave. Shokri-Ghadikolaei et al. [20] discutem que não
é apropriado usar um canal de controle em redes de microondas para estimar o canal mmWave
a fim de alcançar uma apropriada conformação de feixe. A sincronização dos sinais sobre uma
banda de microondas não pode prover informação suficiente para realizar a sincronização espacial
na banda mmWave devido às diferenças nas características de propagação.
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4 ACESSO INICIAL OMNIDIRECIONAL COM ESQUEMA
DE ALAMOUTI
Assumindo uma comunicação direcional para realizar o acesso inicial, os feixes de trans-
missão tanto do UE quanto da BS precisarão ser corretamente alinhados antes do UE tentar se
conectar via procedimento de acesso aleatório. A vantagem de ter um PHY-CC com conformação
de feixe é a alta cobertura proporcionada pelo ganho de diretividade [1], desde que somente os
UEs que forem conectados com sucesso no acesso inicial conseguirão transmitir sobre os canais
de dados direcionais. Em outras palavras, o potencial total e a cobertura direcional através da con-
formação de feixe só farão efeito no canal de dados se primeiro os UEs conseguirem se conectar
à BS com sucesso no canal de controle.
Como explicado no Capítulo 2, o alinhamento dos feixes para realizar a comunicação direcio-
nal incorre em um atraso extra, que pode vir a ser crítico especialmente no acesso inicial, durante
o handover entre as células e em caso de falha do enlace de rádio. As técnicas de busca de feixe
como a busca exaustiva ou a busca iterativa requerem um atraso para determinar as direções ini-
ciais de transmissão mais adequadas, retardando o procedimento de acesso inicial em que o UE
e a BS estabelecem um enlace físico de rádio. Normalmente, são adotadas estratégias simples e
rápidas para o acesso inicial, pois a longa duração do processo de acesso inicial pode impactar a
qualidade de serviço do usuário, principalmente em serviços de tempo real. Além disso, devido
ao atraso demandado para realizar o procedimento de alinhamento de feixes, o dispositivo perma-
nece mais tempo no estado de transição do estado ocioso para o estado conectado, consumindo
mais energia do dispositivo móvel [12].
Para evitar uma longa duração do acesso inicial devido ao alinhamento de feixes, o acesso
inicial pode ser realizado em modo omnidirecional. Um canal de controle omnidirecional alivia
o problema da surdez, já que não demanda um alinhamento entre os feixes de transmissão e
recepção. Entretanto, enquanto evita o problema da surdez, um PHY-CC omnidirecional pode
introduzir um problema de incompatibilidade devido às possíveis assimetrias entre a cobertura
alcançada na transmissão sobre canais de controle e a cobertura alcançada na transmissão sobre
canais de dados, desde que é esperado que os canais de dados operem com conformação de
feixe (que normalmente pode alcançar maiores distâncias). Essa incompatibilidade pode levar
a tamanhos de células menores, uma vez que apenas os UEs que estiverem próximos seriam
capazes de se conectar à rede e, então, transmitir sobre o canal de dados. Portanto se medidas não
forem tomadas, ou se não forem investigadas outras abordagens, o uso de um canal de controle
omnidirecional pode fazer com que a cobertura na célula seja muito pequena. Alguns trabalhos na
literatura apresentam a opção de realizar o canal físico de controle em modo omnidirecional em
banda mmWave [14, 4, 20], mas mencionam a distância de cobertura como um fator limitante.
Nós propomos o uso do Esquema de Alamouti [16] com o propósito de implementar um PHY-
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CC omnidirecional dentro da banda para o acesso inicial em redes mmWave. Nossa proposta é que
apenas durante a fase de acesso aleatório as mensagens do canal de controle sejam transmitidas
em modo omnidirecional. Assim, apenas os passos de acesso aleatório seriam realizados em um
PHY-CC omnidirecional, incluindo o envio do preâmbulo RACH, a mensagem RAR, a requisição
de conexão e a mensagem de resolução de contenção, completando a conexão do usuário na
rede. Dessa forma, a fase de acesso aleatório não exigiria o atraso demandado pelo procedimento
de alinhamento de feixes, permitindo que o usuário se conecte rapidamente à rede. Somente
após a conexão do usuário na rede, o alinhamento dos feixes seria executado a fim de iniciar a
transmissão dos pacotes de dados de forma direcional, com as direções de conformação de feixe
já conhecidas pela BS e pelo UE. A transmissão omnidirecional das mensagens de controle do
acesso aleatório evita o problema da surdez e não introduz uma interferência significativa, por se
tratar de uma troca rápida de pacotes tipicamente pequenos.
Dada a abundância de antenas esperada tanto no UE quanto na BS em redes mmWave, o uso
da técnica de diversidade com o propósito de realizar a conexão do UE pode evitar o atraso extra
introduzido pelos algoritmos de busca de feixe e fornecer cobertura similar ao PHY-CC direcional
se os parâmetros forem ajustados apropriadamente. Sendo uma técnica de diversidade de trans-
missão, o Esquema de Alamouti entrega ganhos de diversidade significativos, especialmente em
cenários com baixa SNR, permitindo uma alta cobertura de célula às custas do baixo processa-
mento. Isto porque o Esquema de Alamouti requer estimação do canal somente no receptor e tem
processamento linear e decodificação simples. O Esquema de Alamouti já é adotado em diver-
sos sistemas que utilizam MIMO, por exemplo, em sistemas IEEE 802.11n [28]. Neste trabalho,
nós aproveitamos as múltiplas antenas disponíveis tanto no UE quanto na BS para implementar
esquemas 2 × N em cada direção do enlace. Na próxima seção apresentamos uma revisão dos
principais conceitos do Esquema de Alamouti.
4.1 DIVERSIDADE DE TRANSMISSÃO - ESQUEMA DE ALAMOUTI
A diversidade de transmissão é uma técnica efetiva para combater o desvanecimento em co-
municações móveis sem fio, sendo amplamente utilizada para reduzir o efeito do desvanecimento
multi-percurso. A diversidade de transmissão é desejável em sistemas celulares, em que há mais
disponibilidade de espaço, energia e capacidade de processamento no lado do transmissor. Na
diversidade de transmissão existem múltiplas antenas transmissoras com a potência de transmis-
são dividida entre essas antenas. O modelo de diversidade de transmissão a ser usado depende se
os ganhos complexos do canal são conhecidos pelo transmissor ou não. Sem o conhecimento do
canal no transmissor, o ganho de diversidade de transmissão requer a combinação da diversidade
no espaço e tempo [24] através do Esquema de Alamouti.
O Esquema de Alamouti [16] é um esquema de Codificação de Bloco Espaço-Temporal
(STBC) que combina diversidade espacial e diversidade temporal. Este esquema suporta a de-
tecção de máxima verossimilhança baseada somente no processamento linear do receptor. Além
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disso, o esquema Alamouti não requer nenhuma retroalimentação do receptor para o transmissor,
ou seja, não é necessário que o transmissor tenha conhecimento sobre o canal, sem incorrer em
qualquer expansão de largura de banda [29]. Neste trabalho, assumimos que o equipamento do
usuário que deseja se conectar à rede não tem conhecimento do canal na fase de acesso inicial,
sendo apropriado utilizar o Esquema de Alamouti para realizar a transmissão durante o acesso
inicial.
No Esquema de Alamouti são utilizados dois períodos de símbolo para a transmissão, assu-
mindo que o ganho do canal permanece constante sobre esses dois períodos de símbolo consecu-
tivos. Considerando a transmissão em banda base com duas antenas transmissoras, no primeiro
período de símbolo são transmitidos dois símbolos diferentes s1 e s2 simultaneamente. O símbolo
s1 é transmitido a partir da antena 1, e o símbolo s2 é transmitido a partir da antena 2. No próximo
período de símbolo, o símbolo−s∗2 é transmitido a partir da antena 1 e o símbolo s∗1 é transmitido
a partir da antena 2, sendo ∗ a operação de complexo conjugado. A energia total transmitida Es é
dividida igualmente entre os dois símbolos a cada período, sendo que cada símbolo é transmitido
com uma energia Es/2.
Para o caso de duas antenas transmissoras e uma antena receptora, assumimos que o ganho
complexo do canal entre a i-ésima antena transmissora e a antena receptora seja hi, com i = 1,2.
O símbolo recebido no primeiro período de símbolo é y1 = h1s1+h2s2+n1 e o símbolo recebido
no segundo período de símbolo é y2 = −h1s∗2 + h2s∗1 + n2 onde ni, i = 1, 2 é a amostra do ruído
AWGN (do inglês Additive White Gaussian Noise) no receptor, associada com a transmissão do
i-ésimo símbolo. É assumido que a amostra de ruído tem média zero e energia En.















= HAs+ n, (4.1)







Presumindo que os ganhos complexos de canal da matriz HA são estimados corretamente, o
vetor z é definido como z = HHAy. A estrutura de HA implica que
HHAHA = (|h21|+ |h22|)I2 (4.3)
é diagonal, em que |hi| é a norma do ganho complexo de canal para a i-ésima antena transmissora
e a antena receptora, e então
z = [z1 z2]T = (|h21|+ |h22|)I2s+ ñ, (4.4)
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onde ñ = HHAn é o vetor de ruído complexo Gaussiano com média zero e matriz de covariância
E [ññ∗] = (|h21|+ |h22|)EnI2. Cada componente de z corresponde a um dos símbolos transmitidos:
zi = (|h21|+ |h22|)si + n˜i, i = 1, 2. (4.5)





onde o fator 2 vem do fato de que si é transmitido usando metade da energia total de símbolo
Es. A SNR recebida é então igual à soma da SNR de cada componente. Logo, o Esquema de
Alamouti alcança uma diversidade de ordem 2 para um sistema com duas antenas transmissoras.
O Esquema de Alamouti básico consiste de duas antenas transmissoras e uma antena recep-
tora, constituindo um sistema MISO (do inglês Multiple Input Single Output), mas esse sistema
pode ser facilmente generalizado para o caso de duas antenas transmissoras e N antenas recep-
toras para prover a diversidade de ordem 2N [29]. O Esquema de Alamouti pode ser aplicado,
por exemplo, a um sistema MIMO (do inglês Multiple Input Multiple Output) com duas antenas
receptoras. A Figura 4.1 apresenta o esquema de diversidade de transmissão com duas antenas
de transmissão e duas antenas de recepção (2 × 2). A cada período de símbolo dois sinais são
transmitidos simultaneamente a partir das duas antenas. O combinador no receptor combina os
sinais recebidos e os envia para o detector de máxima verossimilhança, que então aplica o critério
de decisão.
No caso de um sistema MIMO com duas antenas transmissoras e duas antenas receptoras, a





































Assim, o vetor y formado com a sequência de símbolos recebidos no receptor é dado por
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 = HAs+ n, (4.10)
onde s = [s1 s2]T e n = [n1 n2 n∗3 n∗4]
T . Dessa forma, o vetor z pode ser escrito como
z = ‖H‖2F I2s+ ñ, (4.11)












Em nossa proposta, aproveitamos o número máximo de N antenas do receptor para imple-
mentar um esquema Alamouti 2 × N no downlink e uplink, a fim de garantir o ganho máximo
de diversidade na BS e no UE. Dessa forma, é possível compensar a alta perda de propagação
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da banda mmWave através do ganho de diversidade proporcionado pelo esquema Alamouti em
uma comunicação omnidirecional durante o acesso inicial do UE na rede. Com uma transmissão
omnidirecional, o UE não precisa executar um procedimento de busca de feixe para alinhar seu
feixe de transmissão com a BS durante o acesso inicial, evitando assim, o atraso introduzido por
esse procedimento. O ganho de diversidade do Esquema de Alamouti permite que a transmissão
do UE alcance uma distância de cobertura maior para que a BS receba o preâmbulo RACH com
sucesso e os passos do acesso aleatório sejam completados. Nos próximos capítulos apresenta-
mos o modelo de simulação utilizado para implementar nossa proposta e os resultados obtidos
com as simulações.
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5 DESCRIÇÃO DO SISTEMA E MODELO
Neste capítulo fazemos uma breve revisão do modelo de canal mmWave e da operação da
conformação de feixe implementada por Mezzavilla et al. [30] para o simulador ns-3 [31], assim
como nossa abordagem para implementar o esquema Alamouti no mesmo simulador.
5.1 MODELO DE CANAL
Mezzavilla et al. [30] implementaram um módulo mmWave no simulador ns-3 [31] que com-
preende os modelos de propagação e de canal, as camadas física e MAC, e uma implementação
básica de dispositivos mmWave. O modelo de canal assumido é o modelo apresentado por Ak-
deniz et al. [5]. Para caracterizar o padrão espacial da antena, foi seguido um modelo padrão
da especificação 3GPP/ITU MIMO. No modelo 3GPP/ITU MIMO, o canal é assumido como
composto de um número aleatório de K grupos de caminhos de propagação, em que cada grupo
corresponde a um caminho de espalhamento em um nível macro, e cada caminho ou sub-grupo é
composto de vários sub-caminhos. A Figura 5.1 representa o modelo de grupos e sub-caminhos
de transmissão e recepção do sinal. Na Figura 5.1, o sinal parte da estação base para o dis-
positivo móvel. Esse sinal é transmitido através de diversos grupos de propagação devido ao
desvanecimento do canal, sendo que as linhas próximas representam sub-grupos de caminhos de
propagação do sinal. Cada grupo é descrito por:
• Uma fração da potência total;
• Ângulos de chegada e partida do azimute central (horizontal) e elevação (vertical);
• Espalhamento de feixes angulares ao redor dos ângulos centrais e;
• Atraso absoluto com relação ao tempo de propagação do grupo, e o perfil de atraso de
potência em relação a este grupo.
Para M antenas transmissoras e N antenas receptoras, e K grupos com L sub-caminhos cada,
o ganho de canal de banda estreita, variável no tempo, entre o transmissor e o receptor pode ser

















sendo gkl(t, f) o ganho complexo de desvanecimento em pequena escala no l-ésimo sub-caminho
do k-ésimo grupo, e urx(.) ∈ CN e utx(.) ∈ CM vetores de função de resposta para as antenas




Figura 5.1: Representação do modelo de canal MIMO com grupos e sub-caminhos de propagação do sinal.
e ângulos de partida (AoDs) horizontais e verticais, θtxkl , φ
tx
kl , ou seja, as assinaturas espaciais do
receptor e do transmissor, respectivamente. O ganho complexo de desvanecimento em pequena




2piifdmax cos(wkl)t−2piiτklf , (5.2)
sendo Pkl o espalhamento de potência do sub-caminho l do grupo k, fdmax é o deslocamento
Doppler máximo, wkl é o ângulo de chegada do sub-caminho l do grupo k relativo à direção do
movimento, τkl é o espalhamento do atraso do sub-caminho l do grupo k, e f é a frequência da
onda portadora do sinal.
O modelo de perda de propagação apresentado por Akdeniz et al. [5] considera três estados de
enlace: com linha de visada (LOS, do inglês line-of-sight), sem linha de visada (NLOS, do inglês
non-line-of-sight) e falha do enlace. Na condição de falha é assumido que não há enlace entre a BS
e o UE, e, portanto, a perda de propagação é assumida infinita. O estado de falha acontece quando,
por exemplo, a distância entre o transmissor e o receptor é maior do que 200 m e fica impossível
detectar o sinal com potência de transmissão entre 20 e 30 dBm. A falha da transmissão acontece,
provavelmente, devido a obstáculos ambientais que obstruem todos os caminhos até o receptor,
seja por reflexão ou por espalhamento. Essa falha do enlace é uma das maiores diferenças entre
as frequências de microondas/UHF tradicionais e as frequências mmWave.
A perda de propagação é função do estado do enlace, e uma função de distribuição de proba-
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bilidade é assumida para cada um dos três estados. As funções de distribuição de probabilidade
para os três estados são:
Pout(d) = max(0, 1− e−aoutd+bout) (5.3)
PLOS(d) = (1− Pout(d))e−alosd (5.4)
PNLOS(d) = 1− Pout(d)− PLOS(d) (5.5)
onde d é a distância entre o transmissor e o receptor, e os parâmetros alos, aout e bout são parâme-
tros ajustados com base na estimativa de máxima verossimilhança nas medições em [32, 33], em
que 1/alos = 67, 1 m, 1/aout = 30, 0 m e bout = 5, 2.
Dessa forma, para cada enlace, o estado é determinado da seguinte forma:
• Baseado na distância entre o UE e a BS, a probabilidade do enlace estar em cada um dos
três estados (PLOS , PNLOS e Pout) é determinada;
• Uma variável aleatória uniforme (PREF ) entre 0 e 1 é utilizada como um valor referência
para ser comparada com a probabilidade associada com cada estado do enlace;
• Se PREF ≤ PLOS , o estado LOS é escolhido,
se PLOS < PREF ≤ PLOS + PNLOS , o estado NLOS é escolhido,
caso contrário, o estado de falha é escolhido.
A perda de propagação (expressa em dB) é dada por
PL(d) = α + 10β log10(d) + ξ, (5.6)
onde d é a distância (em metros), e α e β são parâmetros estimados obtidos a partir do ajuste
linear das perdas de propagação obtidas como função da distância BS-UE nas medições realizadas
em [5] para enlaces NLOS. Para enlaces LOS, os parâmetros α e β são obtidos a partir do Modelo
de Friis [34]. ξ ∼ N(0, σ2) é uma variável aleatória que considera os efeitos do sombreamento,
onde σ2 é a variância log-normal do sombreamento. Os valores desses parâmetros são descritos
na Tabela 5.1, para os estados NLOS e LOS.
Tabela 5.1: Valores dos Parâmetros de Larga Escala
Estado Valor de α Valor de β Valor de σ
NLOS 72,0 2,92 8,7 dB
LOS 61,4 2 5,8 dB
Na camada MAC do módulo mmWave, o TDMA (do inglês Time Division Multiple Access)
é utilizado como esquema de acesso múltiplo, devido ao fato da conformação de feixe analógica
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ser assumida nesse modelo. Um TTI (do inglês Transmissior Time Interval) variável foi imple-
mentado nesse módulo, permitindo que o tamanho do slot varie de acordo com o comprimento
do pacote ou bloco de transporte (TB, do inglês Transport Block) a ser transmitido. Na camada
física foi implementado uma estrutura de quadro e sub-quadro baseado no TDD (do inglês Time
Division Duplex), que toma vantagem da reciprocidade do canal para a estimação do canal.
O módulo mmWave do ns-3 é baseado no módulo Lena do ns-3 para a tecnologia LTE [35].
Esse módulo inclui um modelo de erro para pacotes de dados de acordo com o padrão LSM (do
inglês Link-to-system Mapping). Utilizando o LSM e o MIESM (do inglês Mutual Information
Based Effective SINR), o receptor computa a probabilidade de erro para cada bloco de transporte
e determina se o pacote pode ser decodificado ou não. O TB pode ser composto de vários blocos
de código (CB, do inglês Code Block) e seu tamanho depende da capacidade do canal. A probabi-
lidade de erro de bloco (BLER) de cada CB depende do seu tamanho e do esquema de modulação











sendo bCSIZE ,MCS e cCSIZE ,MCS a média e o desvio padrão da Função de Distribuição Acumula-
tiva Gaussiana, respectivamente, e erf a função de erro de Gauss. γi é a informação mútua média
por bit codificado (MMIB, do inglês mean mutual information per coded bit) do bloco de código







onde R é a quantidade de blocos de recurso (RB) alocados para o usuário sendo r o índice do RB
alocado, m é o esquema de modulação adotado e SNRr é o valor da SNR instantânea associada
ao RB de índice r. A função Im(.) é a função de informação mútua associada ao esquema de
modulação m. O esquema de modulação adaptativa utilizado pode ser QPSK, 16-QAM ou 64-
QAM. Cada um desses esquemas possui uma função de informação mútua associada, de acordo
com as aproximações numéricas feitas em [36].
A partir da CBLER,i calculada a partir da equação (5.7), a taxa de erro de bloco de transporte





Em caso de falha, a camada física não encaminha o pacote para as camadas superiores e, ao
mesmo tempo, ativa o processo de retransmissão para os pacotes de dados. Em caso de falha dos
pacotes de controle do acesso inicial, o acesso inicial não é completado, e assim o dispositivo do
usuário não consegue se conectar à rede. Por exemplo, se o preâmbulo RACH não for recebido
com sucesso na estação base, a estação base não conseguirá identificar a requisição de acesso
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desse dispositivo.
5.2 PHY-CC DIRECIONAL COM CONFORMAÇÃO DE FEIXE
Nós consideramos um PHY-CC direcional usando a conformação de feixe analógica. É as-
sumido que os vetores de conformação de feixe são conhecidos previamente pelo transmissor e
receptor. No modelo mmWave do ns-3 [37], as matrizes de canal e os vetores ótimos de confor-
mação de feixe são pré-gerados no MATLAB para reduzir a sobrecarga computacional do ns-3. O
módulo inclui 100 instâncias de matrizes de canal tanto para a BS quanto para o UE, assim como
os vetores de conformação de feixe. Assim, o canal é atualizado periodicamente selecionando
aleatoriamente uma das 100 combinações de matrizes de canal e vetores de conformação de feixe
após um intervalo de tempo.
O ganho de conformação de feixe do transmissor i para o receptor j é dado por
G(t, f)BF i,j = |w∗rxi,jH(t, f)i,jwtxi,j |2, (5.10)
sendo H(t, f)i,j a matriz de canal N ×M do ij-ésimo enlace, wtxi,j o vetor de conformação de
feixe M × 1 do transmissor i, quando este está transmitindo para o receptor j e wrxi,j o vetor de
conformação de feixe N × 1 do receptor j, quando este está recebendo do transmissor i.





BW ×N0 , (5.11)
onde Ptxi,j é a potência transmitida da BSi, PLi,j é a perda de propagação entre a BSi e o UEj ,
calculada segundo a equação (5.6), BW é a largura de banda e N0 é a densidade espectral de
potência do ruído. Essa SNR é utilizada no cálculo da informação mútua necessária para calcular
a BLER de cada bloco de código (CB) na equação (5.7), para que posteriormente seja calculado
a BLER de cada bloco de transporte (TB) na equação (5.9), utilizada pelo modelo de erro para
decidir se o pacote será descartado ou encaminhado para a camada MAC.
5.3 PHY-CC OMNIDIRECIONAL COM O ESQUEMA ALAMOUTI
Finalmente, apresentamos como o Esquema de Alamouti é implementado no simulador de
redes ns-3. Dado o fato de que o ns-3 não trata simulações símbolo-a-símbolo, o Esquema de
Alamouti foi implementado com foco no seu efeito geral na SNR recebida [29].
Dada a matriz de canal H(t, f) de dimensõesN×M definida em (5.1), o ganho de diversidade
de transmissão provido pelo Esquema de Alamouti é obtido através da soma dos quadrados dos
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elementos hnm da matriz H(t, f), considerando que 2 antenas são utilizadas na transmissão e N
antenas são utilizadas na recepção. No downlink duas antenas são utilizadas na BS para realizar
a transmissão e N antenas são utilizadas para a recepção no UE. Já no uplink, duas antenas são
utilizadas no UE para realizar a transmissão e N antenas são utilizadas para a recepção na BS.
Consideramos como exemplo o caso em que a BS possui 4 antenas e o UE possui 4 antenas,
em que 2 antenas são utilizadas para a transmissão e 4 antenas são utilizadas para a recepção.








A soma dos quadrados de todos os elementos da matriz H(t, f) provê o ganho de diversidade
de transmissão do Esquema de Alamouti implementado no ns-3. Essa soma pode ser representada







sendo hnm o ganho complexo do canal entre a m-ésima antena transmissora e a n-ésima antena
receptora.
Então, para o caso de 2 antenas transmissoras e N antenas receptoras, a SNR recebida pode







BW ×N0 . (5.14)
A BLER do bloco de código (CBLER) descrita na equação (5.7) é calculada em função da
informação mútua média por bit codificado γi, que depende da SNR recebida calculada a partir
da equação (5.14). A CBLER é utilizada no cálculo da BLER do bloco de transporte (TBLER),
descrita na equação (5.9). A TBLER define se o pacote recebido será descartado ou encaminhado
para a camada MAC. Dessa forma, a implementação do Esquema de Alamouti tem o objetivo de
aumentar a SNR recebida e assim aumentar a probabilidade de sucesso na troca dos pacotes de
controle necessários na fase de acesso aleatório, permitindo que o UE tenha uma maior probabi-
lidade de conseguir se conectar à rede, se comparada com uma transmissão omnidirecional SISO
sem o ganho de diversidade de transmissão.
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5.4 ALTERAÇÕES NO CÓDIGO DO MÓDULO MMWAVE DO NS-3
É importante mencionar que o modelo do Mezzavilla [30] assume condições de canal perfeitas
para o estabelecimento da conexão do UE à rede, isto é, todos os quadros de controle do acesso
aleatório são recebidos com sucesso durante a conexão do UE, não importa a distância entre o
transmissor e o receptor. Consequentemente, devido ao nosso trabalho ser focado na conexão do
UE sobre o canal de controle, nós modificamos o código fonte do ns-3 para permitir a ocorrência
de erros durante a associação do nó na célula.
As principais classes referentes à camada física e ao canal de controle do módulo mmWave no
ns-3 foram alteradas para que o modelo de erro fosse aplicado também às mensagens de controle
do acesso aleatório. O modelo de erro é chamado para calcular a BLER a partir da SNR recebida
e decidir se o pacote deve ser descartado pelo receptor. Assim, quando o UE envia o preâmbulo
RACH para a BS a partir de uma distância muito grande, o preâmbulo não é detectado pela
BS, devido à baixa SNR recebida pela BS e consequente BLER obtida, resultando em blocos de
transporte corrompidos, não sendo recebidos com sucesso pela BS. O mesmo acontece com as
outras mensagens de controle trocadas no acesso aleatório, tanto no downlink quanto no uplink.
Dessa forma, o UE só consegue estabelecer sua conexão na rede para transmitir os pacotes de
dados se primeiro as quatro mensagens do acesso aleatório forem recebidas com sucesso.
Foram necessárias alterações no código também para implementar o ganho de diversidade
provido pelo Esquema de Alamouti através dos ganhos complexos de canal entre as antenas,
conforme descrito na Seção 5.3. Foi necessário associar o ganho de diversidade à transmissão de
pacotes de controle e o ganho de conformação de feixe à transmissão dos pacotes de dados. Essa
implementação foi feita a partir da opção do modo omnidirecional de transmissão das antenas,
incluindo algumas customizações.
Para implementar o modelo de erro também para os pacotes de controle e implementar o
Esquema de Alamouti, as seguintes classes e respectivas funções foram alteradas no módulo
mmWave desenvolvido para o ns-3:
• MmWaveSpectrumPhy: implementação da camada física, contendo a transmissão e recep-
ção de pacotes de controle e dados. Nessa classe o valor da SNR recebida é atualizado
e o modelo de erro é chamado para determinar a TBLER e decidir se o pacote será en-
caminhado para a camada MAC ou não. A função EndRxCtrl() foi alterada para chamar a
função GetTbDecodificationStats() da classe MmWaveMiErrorModel, que contém o modelo
de erro, a fim de determinar se os blocos de transporte foram corrompidos. Outras funções
também foram alteradas para transmissão e recepção dos pacotes de controle: StarRx(),
StartRxCtrl(), EndRxCtrl() e StartTxControlFrames().
• MmWaveEnbPhy e MmWaveUePhy: implementação da camada física para a estação base e
para o dispositivo do usuário, respectivamente. Essa classe manipula a transmissão e recep-
ção de sinais e simula o início e o fim da transmissão de quadros, sub-quadros e slots. A
função SendCtrlChannels() foi alterada para utilizar o modo de transmissão omnidirecional
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da antena para os pacotes de controle.
• MmWaveBeamforming: determina a direção da transmissão (direcional ou omnidirecional)
para pacotes de dados e controle e calcula os ganhos de conformação de feixe. Nessa classe
os vetores de conformação de feixe e assinaturas espaciais do transmissor e receptor são
carregados. Foram incluídas as funções GetChannelGainVectorOmni() e GetChannelGain-
VectorOmniDownlink() para calcular o ganho de diversidade proporcionado pelo Esquema
de Alamouti. A função DoCalcRxPowerSpectralDensity foi alterada para considerar o ga-
nho do Esquema de Alamouti na transmissão omnidirecional para os pacotes de controle e
o ganho de conformação de feixe na transmissão direcional para os pacotes de dados.
Todas as alterações realizadas no código fonte do módulo mmWave do ns-3 estão registradas
no apêndice dessa dissertação.
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6 AVALIAÇÃO DE DESEMPENHO
Neste capítulo nós apresentamos os cenários de simulação e os resultados obtidos utilizando
o simulador ns-3 a partir do módulo [30] apresentando previamente, com a inclusão do Esquema
de Alamouti e as modificações para permitir erros no canal de controle durante a conexão do UE.
6.1 CENÁRIOS DE SIMULAÇÃO
O objetivo do nosso estudo é investigar a eficácia de usar o Esquema de Alamouti como
um meio para fornecer cobertura similar à cobertura fornecida pela comunicação direcional com
ganho de conformação de feixe sobre o canal de controle mmWave, durante a fase de conexão
do UE na célula. Então, se obtiver sucesso, essa técnica pode evitar a sobrecarga requerida pelas
técnicas de busca feixe ou soluções fora da banda para realizar o acesso inicial, permitindo uma
solução dentro da banda de forma omnidirecional e com atraso reduzido.
Nosso trabalho é focado em estimar a probabilidade empírica de sucesso da conexão do UE
na célula como função da sua distância até a BS. Para calcular isso, nós analisamos o sucesso
da recepção das primeiras mensagens de controle que são trocadas entre o UE e a BS no acesso
inicial, durante a fase de acesso aleatório, a fim de garantir a associação do UE na célula. A cone-
xão do UE na rede só é executada quando as quatro mensagens do acesso aleatório são recebidas
com sucesso pela BS (uplink) e pelo UE (downlink). Nós consideramos uma única célula outdoor
operando em 28 GHz, e a associação de um único UE sem interferência inter- ou intra-celular.
Além disso, nós avaliamos a SNR média do uplink para os quadros recebidos como função da
distância entre UE e BS, a fim de investigar a relação entre a SNR recebida e a probabilidade
de conexão do UE em um canal de 28 GHz. A SNR é medida apenas no uplink devido ao fato
de que se o preâmbulo RACH não for recebido com sucesso na BS (canal uplink), a mensagem
RAR não é enviada a partir da BS para o UE (canal downlink), não acontecendo transmissão no
sentido downlink nesse caso. Portanto, a SNR média medida no uplink abrange todos os pacotes
de controle enviados do UE para a BS na fase de acesso aleatório, isto é, o preâmbulo RACH
e a mensagem de requisição de conexão. Essa SNR calculada não inclui a mensagem RAR e a
mensagem de resolução de contenção, que são enviadas sobre o canal downlink.
No que diz respeito à configuração das antenas, nós consideramos primeiro a transmissão
SISO (1 × 1) omnidirecional sem nenhum ganho de antena a fim de entender as limitações do
canal de controle mmWave e os ganhos alcançáveis usando conformação de feixe e o Esquema
de Alamouti. Para o Esquema de Alamouti, nós estudamos diferentes configurações de antenas:
2 × 1, 2 × 2, 2 × 4, 2 × 8, 2 × 16 e 2 × 32. Exceto pelo caso 2 × 32, todas as configurações de
antenas são simétricas, o que significa que a mesma configuração 2 × N é usada tanto no canal
uplink quanto no canal downlink. Mas, devido ao modelo de simulação adotado [30] suportar um
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número máximo de 64 antenas na BS e um número máximo de 16 antenas no UE, o caso “2×32”
na verdade significa que, no canal uplink, nós usamos a configuração 2 × 32, enquanto que no
canal downlink nós usamos a configuração 2 × 16 (número máximo de antenas disponíveis no
UE).
Para fins de comparação, nós também estimamos a probabilidade de conexão do UE e a SNR
uplink para o caso do PHY-CC direcional com ganho de conformação de feixe. Nesse caso,
é assumido que tanto o UE quanto a BS têm a estimação de canal perfeita e o conhecimento
instantâneo dos vetores de conformação de feixe (isto é, a busca de feixes não é realizada), como
fornecido pelo modelo [30]. Para o cálculo da probabilidade empírica de conexão, nós medimos o
número de associações do UE realizadas com sucesso dentro de 100 tentativas para cada distância
específica entre UE e BS. Então, nós calculamos a frequência relativa de associações realizadas
com sucesso variando a distância UE-BS em passos de 10 metros, a partir de 10 até 130 metros.
A potência de transmissão da BS é de 30 dBm no downlink em todos os cenários e utilizamos
cenários com 20 e 30 dBm para a potência de transmissão do UE no uplink. No cenário 1,
consideramos a potência de transmissão do UE como 20 dBm, valor utilizado em trabalhos como
[5, 38]. Já no cenário 2, apresentamos os resultados obtidos aumentando a potência de transmissão
do UE para 30 dBm como utilizado no trabalho [13]. No cenário 3 aumentamos a potência de
transmissão do UE para 30 dBm apenas nos casos de transmissão omnidirecional (com e sem o
Esquema de Alamouti), mantendo a potência de transmissão do UE em 20 dBm para a transmissão
direcional. Utilizamos o valor de 5 dB para o ruído, conforme utilizado nos trabalhos [5, 30], que
foram utilizados como referência para as simulações. Os outros parâmetros da camada física são
definidos de acordo com os valores-padrão dados em [30]. A Tabela 6.1 resume os parâmetros
específicos utilizados nas simulações.
A altura das antenas transmissoras da BS foi definida de acordo com [5], onde a altura de 10 m
representa um transmissor em cima do telhado de um prédio de 3 a 4 andares, por exemplo. Como
a arquitetura das redes mmWave deve ser baseada em pequenas células, o número de estações base
deve ser maior e elas devem estar mais próximas dos usuários, sendo alocadas com altura menor
do que nas redes 4G, em que a altura da estação base costuma ser próxima a 30 m. Já para o
UE, foi definida a altura de 1,5 m por representar a altura em que um dispositivo móvel ficaria
sendo utilizado por uma pessoa de estatura média. A quantidade de antenas na BS (64 antenas) e
no UE (16 antenas) foi definida de acordo com a capacidade do modelo mmWave do ns-3 [30] e
de acordo com a configuração sugerida em trabalhos recentes sobre mmWave [5, 38]. A Figura
6.1 representa a configuração de antenas utilizada para a estação base e para o dispositivo do
usuário. A frequência da portadora de 28 GHz foi adotada devido ao fato de ser uma das principais
frequências candidatas para redes mmWave, por ser uma frequência relativamente baixa dentro
da banda mmWave, e por já ter sido utilizada para sistemas LMDS (do inglês Local Multipoint
Distribution Systems) [5]. Além disso, o modelo de propagação utilizado para as simulações foi
baseado em medições feitas em ambientes urbanos na frequência 28 GHz, sendo implementado no
módulo mmWave do simulador ns-3. O valores da Tabela 5.1 foram utilizados para os parâmetros
de larga de escala para os estados de enlace LOS e NLOS.
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Tabela 6.1: Parâmetros de simulação da camada física mmWave
Descrição do Parâmetro Valor
Potência de transmissão da BS 30 dBm
Potência de transmissão do UE (omnidirecional) 20 (cenário 1) e 30 dBm (cenários 2 e 3)
Potência de transmissão do UE (direcional) 20 (cenários 1 e 3) e 30 dBm (cenário 2)
Altura da estação base 10 m
Altura do equipamento do usuário 1,5 m
Número máximo de antenas na estação base 64
Número máximo de antenas no dispositivo móvel 16
Ruído 5 dB
Frequência da portadora 28 GHz
Figura 6.1: Cenário de simulação com um enlace de comunicação entre a BS e o UE e suas respectivas configurações
de antenas.
6.2 RESULTADOS DAS SIMULAÇÕES
Nesta seção nós apresentamos os principais resultados obtidos neste trabalho para os diferen-
tes cenários de simulação descritos na Seção 6.1.
6.2.1 Cenário 1
A Figura 6.2 descreve os resultados para a probabilidade empírica de conexão do UE na rede
como função da distância entre o UE e a BS, considerando a potência de transmissão da BS como
30 dBm (downlink) e a potência de transmissão do UE como 20 dBm (uplink). Esse gráfico
ilustra claramente a inviabilidade do uso de um PHY-CC SISO omnidirecional (sem diversidade
de transmissão) para redes celulares mmWave. A probabilidade de conexão do UE nesse cenário
SISO omnidirecional cai fortemente à medida em que a distância aumenta e torna-se menor do
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que 0,5 para distâncias maiores do que 40 m. Assim, se um PHY-CC SISO omnidirecional fosse
utilizado, somente os UEs bem próximos à BS poderiam estabelecer uma conexão bem sucedida
na rede, comprometendo a fase de acesso inicial do UE. Dessa forma, o raio de cobertura da célula
ficaria limitado à uma curta distância mesmo que a transmissão de dados alcançasse uma distância
maior, pois a BS e o UE só poderão estabelecer uma comunicação direcional para transmissão
de dados após o acesso inicial ser executado com sucesso pelo UE. Podemos perceber então que
o PHY-CC omnidirecional sem diversidade de transmissão traz uma grande limitação de alcance
em distância para a execução do acesso inicial do UE na rede.












































Figura 6.2: Probabilidade de conexão empírica como função da distância UE-BS para transmissão SISO omnidire-
cional, conformação de feixe e diferentes configurações de antena para o Esquema de Alamouti, considerando Ptx
(UE) = 20 dBm.
Nós apresentamos os resultados de probabilidade de conexão do UE para um PHY-CC direci-
onal com conformação de feixe a fim de ter um referencial para a análise dos resultados com um
PHY-CC omnidirecional. Em contraste com o cenário PHY-CC SISO omnidirecional, o uso de
um PHY-CC com conformação de feixe permite uma cobertura maior, proporcionando uma pro-
babilidade de conexão do UE de 100% se o UE estiver em uma distância de até 50 m da BS. Essa
probabilidade cai para menos do que 0,8 em distâncias acima de 90 m e fica acima de 0,5 para a
distância de 110 m. Claramente, um PHY-CC SISO omnidirecional causaria uma grande incom-
patibilidade entre os alcances de transmissão do canal de controle e do canal de dados, já que o
canal de dados deve operar de forma direcional com conformação de feixe em redes mmWave,
proporcionando um maior alcance de transmissão.
Agora, considerando o Esquema de Alamouti para o PHY-CC omnidirecional, nós observa-
mos que a probabilidade de sucesso da conexão do UE na rede em geral melhora à medida que
o número de antenas de recepção aumenta, como já era esperado, pois isso é consequência dos
ganhos de diversidade de transmissão do Esquema de Alamouti. Na Figura 6.2, podemos ver
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que para a distância de 40 m, a probabilidade de conexão do UE é de 0,49 para o Esquema de
Alamouti 2× 1, 2× 2 e 2× 4, 0,51 para o Esquema de Alamouti 2× 8, 0,68 para o Esquema de
Alamouti 2 × 16 e finalmente 0,78 para o Esquema de Alamouti 2 × 32, que apresenta a melhor
probabilidade devido ao maior número de antenas no receptor. Assim fica claro que a configura-
ção de antenas 2 × 32 alcança o melhor desempenho, com uma probabilidade de conexão maior
do que 0,5 para distâncias até 50 m. É possível perceber que o cenário com o Esquema de Ala-
mouti 2× 32 apresenta um ganho de 59% em relação ao SISO omnidirecional em uma distância
de 40 m entre UE e BS.
A Figura 6.3 mostra a SNR média recebida no canal de controle uplink como função da dis-
tância entre o UE e a BS. Para as diferentes configurações de antena do Esquema de Alamouti,
é possível perceber um ganho de aproximadamente 3 dB sempre que a quantidade de antenas de
recepção é dobrada. Por exemplo, a SNR média recebida para o canal uplink para a distância de
100 m é de -13,76 dB para o Esquema de Alamouti 2× 16 e -10,75 para o Esquema de Alamouti
2 × 32. Observamos também que a SNR máxima recebida para o Esquema de Alamouti 2 × 32
é de 26,95 dB na distância de 10 m e a SNR mínima é de -16,84 dB. Conforme mostrado na
Figura 6.3, a configuração 2 × 32 oferece um ganho de aproximadamente 16 dB sobre a SNR
recebida com uma transmissão omnidirecional SISO. É importante notar que o canal mmWave
permite transmissões LOS e NLOS, dependendo das realizações específicas do canal durante as
simulações. Nós podemos observar que o PHY-CC omnidirecional e o PHY-CC com o Esquema
de Alamouti na configuração 2×1 apresentam praticamente a mesma SNR. Como já é conhecido,
o Esquema de Alamouti não entrega os mesmos ganhos de diversidade de transmissão em canais
LOS, o que explica essa diferença praticamente imperceptível entre o SISO omnidirecional e o
Esquema de Alamouti 2× 1.












































Figura 6.3: SNR média do uplink para uma transmissão SISO omnidirecional, conformação de feixe e diferentes
configurações de antena para o Esquema de Alamouti, considerando Ptx (UE) = 20 dBm.
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É possível notar através da Figura 6.3 que o PHY-CC direcional com conformação de feixe
apresenta um ganho de aproximadamente 10 dB em relação ao PHY-CC com o Esquema de
Alamouti na configuração 2×32. No caso direcional, o valor da SNR média máxima observada é
de 36,86 dB para a distância de 10 m, enquanto que a SNR mínima observada é de -6,92 dB para
a distância de 130 m. Se considerarmos os casos com 100% de probabilidade de conexão, a SNR
mínima é 11,73 dB para o caso de conformação de feixe com a distância de 50 m. Considerando
o PHY-CC direcional com conformação de feixe como um referencial, seria necessário um ganho
de 10 dB para a configuração do Esquema de Alamouti 2 × 32 obter o mesmo desempenho
do PHY-CC direcional. É importante lembrar que em nossas simulações consideramos que os
vetores de conformação de feixe já são conhecidos pelo transmissor e receptor, pois o PHY-CC
direcional só poderia ser realizado no acesso inicial após o procedimento de alinhamento dos
feixes. Utilizamos o PHY-CC direcional com conformação de feixe como referência devido ao
fato dele ser utilizado no canal de dados. Assim, apresentamos uma forma de realizar um PHY-
CC omnidirecional que mais se aproxime do desempenho obtido com o PHY-CC direcional a fim
de obter alcances de transmissão semelhantes no canal de controle e de dados.
6.2.2 Cenário 2
No cenário 2, consideramos a potência de transmissão do UE como 30 dBm (uplink). A
Figura 6.4 descreve os resultados para a probabilidade empírica de conexão do UE na rede como
função da distância entre o UE e a BS. É possível perceber que com o aumento da potência de
transmissão no UE, surgiram diferenças mais significativas na probabilidade de conexão do UE
para as diferentes configurações do Esquema de Alamouti. Como esperado, a configuração do
Esquema de Alamouti 2× 32 apresentou a maior probabilidade de conexão do UE na rede, já que
possui o maior número de antenas no receptor em relação às outras configurações do Esquema de
Alamouti. A probabilidade de conexão do UE para o caso 2× 32 foi de 100% para as distâncias
de até 30 m entre a BS e o UE. Essa probabilidade foi maior que 0,5 para até 80 m de distância. A
configuração do Esquema de Alamouti 2× 16 também apresentou uma probabilidade de conexão
razoável, com probabilidade de 100% para distâncias de até 30 m e probabilidade de 0,64 para a
distância de 70 m, enquanto que a probabilidade para a configuração 2× 32 foi de 0,75.
Notamos que também nesse cenário temos uma probabilidade de conexão do UE bem maior
para o PHY-CC omnidirecional com o Esquema de Alamouti do que o PHY-CC SISO omnidi-
recional sem ganho de diversidade de transmissão. Por exemplo, a probabilidade de conexão
do UE para a distância de 80 m é de 0,24 para o PHY-CC SISO omnidirecional, enquanto que
para a configuração do Esquema de Alamouti 2 × 32 é de 0,56, o que representa um ganho de
133% sobre o PHY-CC SISO omnidirecional. Já a transmissão direcional com conformação de
feixe apresenta uma probabilidade de conexão de 100% para distâncias até 110 m, apresentando
uma melhoria de desempenho significativa com o aumento da potência de transmissão no UE.
Novamente a configuração do Esquema de Alamouti que mais se aproxima ao desempenho do
PHY-CC direcional com conformação de feixe é a configuração 2× 32, com probabilidade acima
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Figura 6.4: Probabilidade de conexão empírica como função da distância UE-BS para transmissão SISO omnidire-
cional, conformação de feixe e diferentes configurações de antena para o Esquema de Alamouti, considerando Ptx
(UE) = 30 dBm.
de 0,9 para a distância de até 50 m.
A Figura 6.5 mostra a SNR média recebida no canal de controle uplink como função da dis-
tância entre o UE e a BS. É possível notar que a SNR recebida para o canal uplink no PHY-CC
SISO omnidirecional é de -13,25 dB para a distância de 80 m, enquanto que para o PHY-CC
com o Esquema de Alamouti 2 × 32 é de aproximadamente 2,5 dB na mesma distância, o que
representa um ganho de quase 16 dB sobre o PHY-CC SISO omnidirecional. Para uma configu-
ração do Esquema de Alamouti 2 × 2, que é uma configuração mais básica com menos antenas
no receptor, temos um ganho de aproximadamente 3,3 dB sobre o PHY-CC SISO omnidirecional
considerando a mesma distância de 80 m.
É possível perceber que, para a configuração do Esquema de Alamouti 2×32, a SNR máxima
recebida no uplink é 36,73 dB na distância de 10 m e a SNR mínima é de -7,05 dB para a distância
de 130 m. Já para o PHY-CC direcional, a SNR máxima recebida no canal uplink é de 46,86 dB
para a distância de 10 m e de 3,08 dB para a distância de 130 m. Nessas condições, seria necessá-
rio um ganho adicional de 10 dB para o PHY-CC omnidirecional na configuração 2× 32 alcançar
o mesmo desempenho do PHY-CC direcional com conformação de feixe. Notamos também que a
probabilidade de conexão do UE na Figura 6.4 para o caso Alamouti 2×32 não reflete totalmente
o ganho na SNR apresentado na Figura 6.5 devido à medição da probabilidade de conexão levar
em conta todas as fases do acesso inicial, incluindo os sinais downlink e uplink. Já a SNR medida
na Figura 6.5 só considera o canal uplink, já que só acontece transmissão no canal downlink após
a transmissão ser feita com sucesso no canal uplink, durante o envio do preâmbulo RACH do
UE para a BS. Como a transmissão no canal downlink é feita na configuração 2 × 16 devido ao
número máximo de antenas permitidas no UE ser 16 antenas, a diferença entre a probabilidade
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de conexão da configuração Alamouti 2 × 32 e 2 × 16 não é tão significativa na Figura 6.4, se
comparado às outras configurações de antenas.












































Figura 6.5: SNR média do uplink para uma transmissão SISO omnidirecional, conformação de feixe e diferentes
configurações de antena para o Esquema de Alamouti, considerando Ptx (UE) = 30 dBm.
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6.2.3 Cenário 3
Consideramos um aumento de 10 dB na potência de transmissão do dispositivo do usuário
apenas durante a fase de acesso inicial, a fim de garantir a conexão do UE na rede utilizando um
PHY-CC omnidirecional com o Esquema de Alamouti, considerando a potência de transmissão
do UE como 30 dBm para as configurações do PHY-CC omnidirecional e 20 dBm para o PHY-
CC direcional. Dessa forma o dispositivo poderia aumentar a sua potência de transmissão apenas
em um curto período de tempo demandado pela fase de acesso aleatório e após a conexão do
UE na rede, a transmissão de dados seria realizada de forma direcional com a conformação de
feixe sem a necessidade de acréscimo na potência de transmissão. Considerando esse cenário,
a Figura 6.6 apresenta a probabilidade de conexão do UE na rede. Podemos observar que a
probabilidade de conexão para a configuração do Esquema de Alamouti 2× 32 se aproxima mais
da probabilidade obtida para o PHY-CC direcional com conformação de feixe. Até 60 m de
distância, as probabilidades de conexão são bem semelhantes, acima de 0,9. A partir de 60 m de
distância, a diferença entre essas probabilidades começa ser mais significativa. Para a distância
de 70 m, o Esquema de Alamouti 2×32 alcança uma probabilidade de 0,75, enquanto o PHY-CC
direcional alcança a probabilidade de 0,91.
Podemos notar que o Esquema de Alamouti alcança um desempenho similar ao PHY-CC com
conformação de feixe, usando uma transmissão omnidirecional e sem a necessidade de algoritmos
de busca de feixe durante o estabelecimento da conexão. É importante esclarecer que a configu-
ração 2 × 32 na verdade significa que somente 16 antenas são usadas no canal downlink no UE,
pois essa é a configuração máxima de antenas presente no UE no módulo mmWave utilizado nas
simulações, o que significa que o desempenho poderia ser melhorado se condições simétricas fos-
sem usadas nos dois sentidos. Isso fica mais claro quando nós analisamos a SNR média no canal
uplink na Figura 6.7.
Os resultados mostrados na Figura 6.7 indicam que a SNR recebida no canal uplink para o
PHY-CC com conformação de feixe e para o caso Alamouti 2 × 32 foram bem semelhantes.
A SNR máxima observada para o PHY-CC com conformação de feixe foi de 36,86 dB para a
distância de 10 m e a SNR mínima foi de -6,92 dB para a distância de 130 m, enquanto que no
caso do Alamouti 2 × 32 a SNR máxima foi de 36,73 dB para a distância de 10 m e -7,05 dB
para a distância de 130 m. Isso indica que, se a mesma configuração 2 × 32 fosse usada no
canal downlink, o Esquema de Alamouti iria alcançar a mesma probabilidade de conexão que o
PHY-CC com conformação de feixe na Figura 6.6, já que no canal downlink temos a configuração
Alamouti 2× 16 ao invés de 2× 32 como no uplink.
Se nós considerarmos os casos com 100% de sucesso na conexão do UE, a SNR mínima
observada para o PHY-CC com conformação de feixe é 11,73 dB para uma distância de 50 m entre
a BS e o UE. Para o Esquema de Alamouti, a SNR mínima para os casos de 100% de sucesso na
conexão do UE é de 22,62 dB na distância de 30 m entre a BS e o UE. Podemos observar também
que tanto o PHY-CC com conformação de feixe quanto o PHY-CC com o Esquema de Alamouti
2× 32 apresentam um ganho de aproximadamente 16 dB sobre o PHY-CC SISO omnidirecional.
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Figura 6.6: Probabilidade de conexão empírica como função da distância UE-BS para transmissão SISO omnidire-
cional, conformação de feixe e diferentes configurações de antena para o Esquema de Alamouti, considerando Ptx
(UE) = 30 dBm para o PHY-CC omnidirecional e Ptx (UE) = 20 dBm para o PHY-CC direcional com conformação
de feixe.
Os resultados obtidos mostram que um PHY-CC com diversidade de transmissão pode prover
um maior alcance do que o PHY-CC SISO omnidirecional, requerendo um processamento sim-
ples e sem informação do estado do canal pelo transmissor. Observamos também que com um
ganho 10 dB, o PHY-CC omnidirecional com o Esquema de Alamouti na configuração 2 × 32
alcança uma SNR média do canal uplink praticamente igual ao PHY-CC direcional com confor-
mação de feixe e alcançaria uma probabilidade de conexão do UE na rede também semelhante se
a mesma configuração de antenas fosse utilizada na BS e no UE para prover a mesma diversidade
de transmissão nos canais downlink e uplink. Esses resultados provam que um PHY-CC omnidi-
recional com o Esquema de Alamouti pode ser uma possível opção para o realizar o acesso inicial
em redes celulares mmWave nas condições discutidas anteriormente. Dessa forma, é possível
realizar o PHY-CC mmWave dentro da banda com diversidade de transmissão usando o Esquema
de Alamouti, provendo cobertura similar ao PHY-CC direcional e sem a sobrecarga de busca de
feixe que o PHY-CC direcional traz para o acesso inicial.
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Figura 6.7: SNR média do uplink para uma transmissão SISO omnidirecional, conformação de feixe e diferentes con-
figurações de antena para o Esquema de Alamouti, considerando Ptx (UE) = 30 dBm para o PHY-CC omnidirecional
e Ptx (UE) = 20 dBm para o PHY-CC direcional com conformação de feixe.
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7 CONCLUSÃO
Neste trabalho apresentamos as principais características da redes celulares mmWave e os
seus desafios em relação ao acesso inicial do dispositivo do usuário na rede. Foi feita uma revisão
sobre os principais fundamentos teóricos relacionados com as redes celulares mmWave e foram
apresentados os principais trabalhos que contribuíram para a nossa proposta, mostrando os avan-
ços e questões discutidas sobre o acesso inicial em redes mmWave. Mostramos então que ainda
existem desafios e questões em aberto para a realização do canal de controle físico para o acesso
inicial.
Entre os desafios apresentados para o acesso inicial em redes mmWave está a realização do
canal de controle físico em modo direcional. Apresentamos pesquisas recentes nesse tema que
abordam a questão da sobrecarga de tempo para fazer a busca de feixes em transmissões direcio-
nais no acesso inicial, incluindo um atraso adicional para realizar o alinhamento de feixes antes
de começar a fase de acesso aleatório. Discutimos que esse atraso traz prejuízo ao acesso inicial,
dificultando a conexão do dispositivo móvel na rede, especialmente em situações de falha do en-
lace e handover. Foram discutidas também as vantagens e as desvantagens de utilizar um canal
de controle omnidirecional sobre um canal de controle direcional para realizar o acesso inicial
em redes mmWave. Apresentamos a vantagem de evitar o atraso adicional incluído pelo proce-
dimento de alinhamento de feixes que a transmissão direcional requer. Apresentamos também a
desvantagem do curto alcance da transmissão omnidirecional em redes mmWave devido à grande
perda de propagação nessa banda.
Apresentamos nossa proposta de realizar o canal de controle físico para o acesso inicial em
modo omnidirecional dentro da banda mmWave utilizando o esquema de diversidade de transmis-
são de Alamouti para aumentar a cobertura em distância da transmissão omnidirecional. Foi feita
uma revisão sobre o ganho de diversidade proporcionado pelo Esquema de Alamouti, assim como
seus principais benefícios para uma transmissão omnidirecional com uma grande quantidade de
antenas no transmissor e no receptor, compensando a alta perda de propagação da banda mmWave
através do seu ganho de diversidade de transmissão. Ressaltamos que o Esquema de Alamouti
possui um processamento linear simples e não requer conhecimento do canal pelo transmissor, o
que facilita sua implementação para a fase de acesso inicial em uma rede mmWave.
Descrevemos o modelo de canal mmWave utilizado, as probabilidades de estado de canal, o
modelo de erro de pacotes, os ganhos de conformação de feixe e os ganhos de diversidade de
transmissão via Esquema de Alamouti. Apresentamos a forma de implementação do modelo de
canal e da nossa proposta no simulador de redes ns-3. Também descrevemos os nossos cenários
de simulação, informando os principais parâmetros adotados para a camada física e as diferentes
configurações de antenas no transmissor e no receptor.
Implementamos nossa proposta no ns-3, simulando uma rede mmWave em 28 GHz com um
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PHY-CC omnidirecional com o Esquema de Alamouti em diversas configurações de antenas (2×
1, 2 × 2, 2 × 4, 2 × 8, 2 × 16 e 2 × 32). Implementamos também o PHY-CC direcional com
conformação de feixe e o PHY-CC SISO omnidirecional (sem diversidade de transmissão) a fim
de comparar os desempenhos entre os diferentes modos de PHY-CC. Analisamos a probabilidade
empírica de conexão do UE na rede durante o acesso inicial em função da distância entre a BS
e o UE, para cada um dos modos do PHY-CC mencionados. Também analisamos a SNR média
recebida no uplink em função da distância BS-UE para canal de controle.
No primeiro cenário, investigamos os resultados obtidos considerando a potência de trans-
missão de 20 dBm no UE. Foi possível perceber a inviabilidade de utilizar um PHY-CC SISO
omnidirecional sem diversidade de transmissão para o acesso inicial em redes mmWave, já que
proporciona pequenas probabilidades de conexão do UE até mesmo em distâncias curtas. Já o
PHY-CC omnidirecional com o Esquema de Alamouti alcançou um melhor desempenho especi-
almente para a configuração de antenas 2× 32, com uma probabilidade de conexão maior do que
0,5 para distâncias até 50 m, um ganho de de 59% em relação ao SISO omnidirecional em uma
distância de 40 m entre UE e BS e um ganho de aproximadamente 16 dB sobre a SNR recebida
com uma transmissão omnidirecional SISO.
Já no segundo cenário, aumentamos a potência de transmissão do UE para 30 dBm. Com
isso, surgiram diferenças mais significativas na probabilidade de conexão do UE para as diferen-
tes configurações do Esquema de Alamouti, sendo que a configuração 2× 32 apresentou a maior
probabilidade de conexão para o Esquema de Alamouti. Essa probabilidade foi maior do que 0,9
para até 50 m de distância entre a BS e o UE e maior que 0,5 para até 80 m de distância. A con-
figuração do Esquema de Alamouti 2× 32 apresentou a probabilidade de conexão mais próxima
da probabilidade de conexão alcançada pelo modo direcional com conformação de feixe. Ob-
servando os resultados da SNR média recebida no canal uplink, verificamos que seria necessário
um ganho adicional de 10 dB para o PHY-CC omnidirecional na configuração 2 × 32 alcançar o
mesmo desempenho do PHY-CC direcional com conformação de feixe.
Finalmente, no Cenário 3, consideramos um aumento de 10 dB na potência de transmissão
do dispositivo do usuário apenas durante a fase de acesso inicial, a fim de garantir a conexão
do UE na rede utilizando um PHY-CC omnidirecional com o Esquema de Alamouti. Assim,
a potência de transmissão de 30 dBm no UE seria utilizada apenas no acesso inicial durante a
transmissão omnidirecional, pois a transmissão de dados poderia ser feita de forma direcional
com a potência de transmissão de 20 dBm no UE. Portanto, comparamos o desempenho do PHY-
CC omnidirecional com potência de transmissão do UE em 30 dBm com o desempenho do PHY-
CC direcional com a potência de transmissão do UE em 20 dBm. Assumindo esse cenário, foi
possível perceber que o Esquema de Alamouti na configuração 2× 32 alcançou um desempenho
similar ao PHY-CC com conformação de feixe, pois até 60 m de distância, as probabilidades de
conexão foram bem semelhantes, acima de 0,9. O Esquema de Alamouti na configuração 2× 32
alcançaria uma probabilidade de conexão do UE na rede melhor se a mesma configuração de
antenas fosse utilizada na BS e no UE para prover a mesma diversidade de transmissão nos canais
downlink e uplink. A SNR recebida no canal uplink para o PHY-CC com conformação de feixe
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e para o caso Alamouti 2× 32 foram bem próximas. A SNR máxima observada para o PHY-CC
com conformação de feixe foi de 36,86 dB para a distância de 10 m e a SNR mínima foi de -
6,92 dB para a distância de 130 m, enquanto que no caso do Alamouti 2× 32 a SNR máxima foi
de 36,73 dB para a distância de 10 m e -7,05 dB para a distância de 130 m.
Os resultados obtidos mostraram que o Esquema de Alamouti pode ser utilizado no acesso
inicial para aumentar a cobertura em distância de uma transmissão omnidirecional no acesso
aleatório em redes celulares mmWave. A configuração de antenas 2 × 32 com o Esquema de
Alamouti foi a configuração que obteve o desempenho mais próximo do desempenho alcançado
pela transmissão direcional com conformação de feixe. Foi possível perceber que seria necessário
um ganho de 10 dB para o PHY-CC omnidirecional com o Esquema de Alamouti na configuração
2× 32 alcançar o mesmo desempenho do PHY-CC direcional com conformação de feixe, em ter-
mos de probabilidade de conexão do UE na rede e da SNR recebida no canal de controle uplink.
Nossos resultados mostraram que o PHY-CC omnidirecional com o Esquema de Alamouti pro-
porciona cobertura significativamente maior em distância que o PHY-CC direcional SISO (sem
diversidade de transmissão) com um processamento linear simples e com pouca complexidade
computacional, sem requerer a sobrecarga de busca de feixe que o PHY-CC direcional traz para o
acesso inicial, provando ser uma alternativa viável para realizar o PHY-CC para o acesso aleatório
em redes celulares mmWave.
Como trabalhos futuros sugerimos que sejam analisados cenários com mais de um par de
comunicação BS-UE. Seria proveitoso analisar a porcentagem de nós que conseguem realizar
o acesso aleatório com sucesso, distribuídos em diferentes posições na célula. Também seria
produtivo analisar um cenário com os dispositivos móveis em movimentando dentro da célula
ou em operação de handover entre diferentes células. Outra abordagem para trabalhos futuros
seria medir o atraso demandado por uma conexão do usuário à uma rede celular mmWave com
PHY-CC em modo omnidirecional e em modo direcional com conformação de feixe. Também
seria benéfico considerar a interferência intra e inter-celular durante o acesso aleatório em redes
celulares mmWave. Esses cenários de simulação são apresentados como futuros trabalhos de
forma a complementar o nosso trabalho, contribuindo para o avanço dos estudos referentes ao
acesso inicial em redes celulares mmWave.
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APÊNDICES
Anexo I: Script de execução e classes alteradas no código fonte do simulador ns-3.
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Script de simulação:
1 / / Author : Thayane Viana < t h a y a n e v i a n a @ h o t m a i l . com>
2
3 /∗ S c r i p t de um c e n r i o com uma c l u l a mmWave com 1 d i s p o s i t i v o e 1 eNB .
4 ∗ D i s p o s i t i v o em p o s i o e s t t i c a .
5 ∗ T r a n s m i s s o de p a c o t e s de c o n t r o l e e dados .
6 ∗
7
8 /∗ I n f o r m a t i o n r e g a r d i n g t h e t r a c e s g e n e r a t e d :
9 ∗
10 ∗ 1 . UE_1_SINR . t x t : Gives t h e SINR f o r each sub−band
11 ∗ Subframe no . | S l o t No . | Sub−band | SINR ( db )
12 ∗
13 ∗ 2 . UE_1_Tb_size . t x t : A l l o c a t e d t r a n s p o r t b l o c k s i z e
14 ∗ Time ( micro−s e c ) | Tb−s i z e i n b y t e s
15 ∗ ∗ /
16
17
18 # i n c l u d e " ns3 / mmwave−h e l p e r . h "
19 # i n c l u d e " ns3 / epc−h e l p e r . h "
20 # i n c l u d e " ns3 / core−module . h "
21 # i n c l u d e " ns3 / network−module . h "
22 # i n c l u d e " ns3 / ipv4−g l o b a l−r o u t i n g−h e l p e r . h "
23 # i n c l u d e " ns3 / i n t e r n e t−module . h "
24 # i n c l u d e " ns3 / m o b i l i t y−module . h "
25 # i n c l u d e " ns3 / a p p l i c a t i o n s−module . h "
26 # i n c l u d e " ns3 / p o i n t−to−p o i n t−h e l p e r . h "
27 # i n c l u d e " ns3 / c o n f i g−s t o r e . h "
28 # i n c l u d e " ns3 / mmwave−p o i n t−to−p o i n t−epc−h e l p e r . h "
29 / / # i n c l u d e " ns3 / gtk−c o n f i g−s t o r e . h "
30 # i n c l u d e " ns3 / f low−moni to r−module . h "
31 # i n c l u d e " ns3 / p o i n t e r . h "
32 # i n c l u d e <ns3 / b u i l d i n g s−h e l p e r . h>
33 # i n c l u d e " ns3 / l o g . h "
34 # i n c l u d e <ns3 / b u i l d i n g s−module . h>
35 # i n c l u d e " ns3 / r a d i o−env i ronment−map−h e l p e r . h "
36 / / # i n c l u d e " ns3 / r a d i o−env i ronment−map−h e l p e r . h "
37
38 # i n c l u d e < i o s t r e a m >
39 # i n c l u d e < v e c t o r >
40 # i n c l u d e < c s t d i o >
41 # i n c l u d e < c s t d l i b >
42 # i n c l u d e < s t d e x c e p t >
43 # i n c l u d e <ct ime >
44 # i n c l u d e <iomanip >
45 # i n c l u d e < f s t r e a m >
46 # i n c l u d e < s t r i n g . h>
47
48 u s i n g namespace ns3 ;
49 u s i n g namespace s t d ;
50
51
52 NS_LOG_COMPONENT_DEFINE ( "mmWave" ) ;
53
54 d oub l e s t o p = 1 ;
55 d oub l e warmup = 0 . 0 1 ;
56 d oub l e d i s t = 2 0 ;
57
58
59 vo id ComputeResu l t s ( vo id ) ;
60 s t r u c t s i m _ R e s u l t
61 {
62 u i n t 6 4 _ t sumRxBytesByFlow ;
63 u i n t 6 4 _ t sumRxBytesQuadByFlow ;
64 u i n t 6 4 _ t sumLostPktsByFlow ;
65 u i n t 6 4 _ t sumRxPktsByFlow ;
66 u i n t 6 4 _ t sumTxPktsByFlow ;
67 u i n t 6 4 _ t sumDelayFlow ;
68 u i n t 6 4 _ t nFlows ;
69
70 /∗ Throughput Average by Flow ( bps ) = sumRxBytesByFlow ∗ 8 / ( nFlows ∗ t ime )
71 ∗ Throughput Q u a d r a t i c Average by Flow ( bps ) = sumRxBytesQuadByFlow ∗ 64 / ( nFlows ∗ t ime ∗ t ime )
72 ∗ Net Aggrega ted Throughput Average by Node ( bps ) = sumRxBytesByFlow ∗ 8 / ( nodes ∗ t ime )
73 ∗ F a i r n e s s = sumRxBytesByFlow ^2 / ( nFlows ∗ sumRxBytesQuadByFlow )
74 ∗ Delay p e r P a c k e t ( s e c o n d s / p a c k e t ) = sumDelayFlow / sumRxPktsByFlow
75 ∗ Los t R a t i o (%) = 100 ∗ sumLostPktsByFlow / sumTxPktsByFlow
76 ∗ /
77 d oub l e thrpAvgByFlow ;
54
78 d oub l e thrpAvgQuadByFlow ;
79 d oub l e thrpVarByFlow ;
80 d oub l e netThrpAvgByNode ;
81 d oub l e f a i r n e s s ;
82 d oub l e de layByPk t ;
83 d oub l e l o s t R a t i o ;
84 d oub l e pdr ;
85
86 s i m _ R e s u l t ( )
87 {
88 sumRxBytesByFlow = 0 ;
89 sumRxBytesQuadByFlow = 0 ;
90 sumLostPktsByFlow = 0 ;
91 sumRxPktsByFlow = 0 ;
92 sumTxPktsByFlow = 0 ;
93 sumDelayFlow = 0 ;
94 nFlows = 0 ;
95 }
96 } d a t a ;
97
98 i n t
99 main ( i n t a rgc , c h a r ∗a rgv [ ] )
100 {
101 / / LogComponentEnable ( " MmWaveChannelMatrix " ,LOG_LEVEL_DEBUG) ;
102 / / LogComponentEnable ( " LteUeRrc " , LOG_LEVEL_ALL) ;
103 / / LogComponentEnable ( " LteEnbRrc " , LOG_LEVEL_ALL) ;
104 / / LogComponentEnable ( " MmWavePointToPointEpcHelper " ,LOG_LEVEL_ALL) ;
105 / / LogComponentEnable ( " EpcUeNas " ,LOG_LEVEL_ALL) ;
106 / / LogComponentEnable ( " MmWaveSpectrumPhy " , LOG_LEVEL_DEBUG) ;
107 / / LogComponentEnable ( " MmWaveSpectrumPhy " , LOG_LEVEL_FUNCTION) ;
108 / / LogComponentEnable ( " MmWaveUePhy" , LOG_LEVEL_DEBUG) ;
109 / / LogComponentEnable ( " MmWaveUePhy" , LOG_LEVEL_DEBUG) ;
110 / / LogComponentEnable ( " MmWavePhy" , LOG_LEVEL_DEBUG) ;
111 / / LogComponentEnable ( " MmWavePhy" , LOG_LEVEL_FUNCTION) ;
112 / / LogComponentEnable ( " MmWaveEnbPhy " , LOG_LEVEL_DEBUG) ;
113 / / LogComponentEnable ( " MmWaveEnbMac" , LOG_LEVEL_DEBUG) ;
114 / / LogComponentEnable ( " MmWaveRrMacScheduler " , LOG_LEVEL_ALL) ;
115 / / LogComponentEnable ( "MmWaveUeMac" , LOG_LEVEL_DEBUG) ;
116 / / LogComponentEnable ( "MmWaveUeMac" , LOG_LEVEL_FUNCTION) ;
117 / / LogComponentEnable ( " MmWaveChannelMatrix " , LOG_LEVEL_FUNCTION) ;
118 / / LogComponentEnable ( " UdpCl i en t " , LOG_LEVEL_INFO) ;
119 / / LogComponentEnable ( " P a c k e t S i n k " , LOG_LEVEL_INFO) ;
120 / / LogComponentEnable ( " P r o p a g a t i o n L o s s M o d e l " ,LOG_LEVEL_ALL) ;
121 / / LogComponentEnable ( " P r o p a g a t i o n L o s s M o d e l " ,LOG_LEVEL_DEBUG) ;
122 / / LogComponentEnable ( " MmWaveBeamforming " , LOG_LEVEL_DEBUG) ;
123 / / LogComponentEnable ( "MmWaveAmc" , LOG_LEVEL_LOGIC) ;
124
125
126 / / LogComponentEnable ( " MmWaveMiErrorModel " , LOG_LEVEL_LOGIC) ;




131 u i n t 1 6 _ t numEnb = 1 ;
132 u i n t 1 6 _ t numUe = 1 ;
133 d oub l e simTime = 1 ;
134 d oub l e i n t e r P a c k e t I n t e r v a l = 1 ; / / ( ms )
135
136
137 / / Command l i n e a rgumen t s
138 CommandLine cmd ;
139 cmd . AddValue ( " numEnb " , " Number o f eNBs " , numEnb ) ;
140 cmd . AddValue ( "numUe" , " Number o f UEs p e r eNB" , numUe ) ;
141 cmd . AddValue ( " simTime " , " T o t a l d u r a t i o n o f t h e s i m u l a t i o n [ s ] ) " , simTime ) ;
142 cmd . AddValue ( " i n t e r P a c k e t I n t e r v a l " , " I n t e r p a c k e t i n t e r v a l [ ms ] ) " , i n t e r P a c k e t I n t e r v a l ) ;
143 cmd . AddValue ( " d i s t " , " D i s t a n c e eNB−node " , d i s t ) ;
144 cmd . P a r s e ( a rgc , a rgv ) ;
145
146
147 / / The number o f TTIs a CQI i s v a l i d ( d e f a u l t 1000 − 1 s e c . )
148 / / Conf ig : : S e t D e f a u l t ( " ns3 : : MmWaveRrMacScheduler : : C q iT ime rTh re s ho l d " , U i n t e g e r V a l u e ( 1 0 0 ) ) ;
149
150
151 / / The c a r r i e r f r e q u e n c y ( i n Hz ) a t which p r o p a g a t i o n o c c u r s ( d e f a u l t i s 28 GHz)
152 Conf ig : : S e t D e f a u l t ( " ns3 : : MmWavePropagationLossModel : : F requency " , DoubleValue (28 e9 ) ) ;
153 Conf ig : : S e t D e f a u l t ( " ns3 : : MmWaveEnbPhy : : TxPower " , DoubleValue ( 3 0 ) ) ;
154 Conf ig : : S e t D e f a u l t ( " ns3 : : MmWaveUePhy : : TxPower " , DoubleValue ( 2 0 ) ) ;
155
156 Conf ig : : S e t D e f a u l t ( " ns3 : : MmWaveEnbNetDevice : : AntennaNum " , U i n t e g e r V a l u e ( 6 4 ) ) ;
157 Conf ig : : S e t D e f a u l t ( " ns3 : : MmWaveUeNetDevice : : AntennaNum " , U i n t e g e r V a l u e ( 1 6 ) ) ;
158
55
159 / / The minimum v a l u e ( dB ) o f t h e t o t a l l o s s , used a t s h o r t r a n g e s ( d i s t a n c e <0)
160 / / Conf ig : : S e t D e f a u l t ( " ns3 : : MmWavePropagationLossModel : : MinLoss " , DoubleValue ( 2 0 . 0 ) ) ;
161
162 / / Loss ( dB ) i n t h e S i g n a l−to−Noise−R a t i o due t o non−i d e a l i t i e s i n t h e r e c e i v e r .
163 Conf ig : : S e t D e f a u l t ( " ns3 : : MmWaveEnbPhy : : N o i s e F i g u r e " , DoubleValue ( 5 . 0 ) ) ;
164
165 / / The no . o f p a c k e t s r e c e i v e d and t r a n s m i t t e d by t h e Base S t a t i o n
166 / / Conf ig : : S e t D e f a u l t ( " ns3 : : MmWaveSpectrumPhy : : Repor tEnbTxRxPacketCount " , MakeTraceSourceAccessor (&MmWaveSpectrumPhy : :
m_repo r tEnbPacke tCoun t ) ) ;
167
168 / / A c t i v a t e / D e a c t i v a t e t h e HARQ [ by d e f a u l t i s a c t i v e ] .
169 / / Conf ig : : S e t D e f a u l t ( " ns3 : : MmWaveRrMacScheduler : : HarqEnabled " , BooleanValue ( f a l s e ) ) ;
170 / / A c l a s s e MmWavePhyMacCommon tem v r i o s a t r i b u t o s , o l h a r c d i g o da c l a s s e
171 Conf ig : : S e t D e f a u l t ( " ns3 : : MmWavePhyMacCommon : : ResourceBlockNum " , U i n t e g e r V a l u e ( 1 ) ) ;
172 Conf ig : : S e t D e f a u l t ( " ns3 : : MmWavePhyMacCommon : : ChunkPerRB " , U i n t e g e r V a l u e ( 7 2 ) ) ;
173
174 P t r <MmWaveHelper> mmwaveHelper = C r e a t e O b j e c t <MmWaveHelper> ( ) ;
175 P t r <MmWavePointToPointEpcHelper > e p c H e l p e r = C r e a t e O b j e c t <MmWavePointToPointEpcHelper > ( ) ;
176
177 mmwaveHelper−>S e t A t t r i b u t e ( " P a t h l o s s M o d e l " , S t r i n g V a l u e ( " ns3 : : MmWavePropagationLossModel " ) ) ;
178 / / C o n f i g u r e number o f a n t e n n a s
179 mmwaveHelper−>Se tAn tenna ( 1 6 , 6 4 ) ;
180 mmwaveHelper−>S e t E p c H e l p e r ( e p c H e l p e r ) ;
181
182 C o n f i g S t o r e i n p u t C o n f i g ;
183 i n p u t C o n f i g . C o n f i g u r e D e f a u l t s ( ) ;
184
185 / / p a r s e a g a i n so you can o v e r r i d e d e f a u l t v a l u e s from t h e command l i n e
186 cmd . P a r s e ( a rgc , a rgv ) ;
187
188 P t r <Node> pgw = epcHelpe r−>GetPgwNode ( ) ;
189
190 / / C r e a t e a s i n g l e RemoteHost
191 NodeCon ta ine r r e m o t e H o s t C o n t a i n e r ;
192 r e m o t e H o s t C o n t a i n e r . C r e a t e ( 1 ) ;
193 P t r <Node> remoteHos t = r e m o t e H o s t C o n t a i n e r . Get ( 0 ) ;
194 I n t e r n e t S t a c k H e l p e r i n t e r n e t ;
195 i n t e r n e t . I n s t a l l ( r e m o t e H o s t C o n t a i n e r ) ;
196
197 / / C r e a t e t h e I n t e r n e t
198 P o i n t T o P o i n t H e l p e r p2ph ;
199 p2ph . S e t D e v i c e A t t r i b u t e ( " Da taRa te " , Da taRa teVa lue ( Da taRa te ( " 100Gb / s " ) ) ) ;
200 p2ph . S e t D e v i c e A t t r i b u t e ( " Mtu " , U i n t e g e r V a l u e ( 1 5 0 0 ) ) ;
201 p2ph . S e t C h a n n e l A t t r i b u t e ( " Delay " , TimeValue ( Seconds ( 0 . 0 1 0 ) ) ) ;
202 N e t D e v i c e C o n t a i n e r i n t e r n e t D e v i c e s = p2ph . I n s t a l l ( pgw , remoteHos t ) ;
203 I p v 4 A d d r e s s H e l p e r ipv4h ;
204 ipv4h . Se tBase ( " 1 . 0 . 0 . 0 " , " 2 5 5 . 0 . 0 . 0 " ) ;
205 I p v 4 I n t e r f a c e C o n t a i n e r i n t e r n e t I p I f a c e s = ipv4h . Ass ign ( i n t e r n e t D e v i c e s ) ;
206 / / i n t e r f a c e 0 i s l o c a l h o s t , 1 i s t h e p2p d e v i c e
207 / / Ipv4Addre s s remoteHos tAddr = i n t e r n e t I p I f a c e s . Ge tAddress ( 1 ) ;
208
209 I p v 4 S t a t i c R o u t i n g H e l p e r i p v 4 R o u t i n g H e l p e r ;
210 P t r < I p v 4 S t a t i c R o u t i n g > r e m o t e H o s t S t a t i c R o u t i n g = i p v 4 R o u t i n g H e l p e r . G e t S t a t i c R o u t i n g ( remoteHost−>GetObjec t <Ipv4 > ( ) ) ;
211 r e m o t e H o s t S t a t i c R o u t i n g−>AddNetworkRouteTo ( Ipv4Addre s s ( " 7 . 0 . 0 . 0 " ) , Ipv4Mask ( " 2 5 5 . 0 . 0 . 0 " ) , 1 ) ;
212
213 NodeCon ta ine r ueNodes ;
214 NodeCon ta ine r enbNodes ;
215 enbNodes . C r e a t e ( numEnb ) ;
216 ueNodes . C r e a t e ( numUe ) ;
217 NodeCon ta ine r a l l N o d e s ;
218
219 f o r ( u i n t 1 6 _ t i = 0 ; i < numUe ; i ++)
220 {
221 a l l N o d e s . Add ( ueNodes . Get ( i ) ) ;
222 }
223
224 / / a l l N o d e s . Add ( enbNodes . Get ( 0 ) ) ;




229 / / I n s t a l l M o b i l i t y Model
230 P t r < L i s t P o s i t i o n A l l o c a t o r > e n b P o s i t i o n A l l o c = C r e a t e O b j e c t < L i s t P o s i t i o n A l l o c a t o r > ( ) ;
231 e n b P o s i t i o n A l l o c−>Add ( Ve c to r ( 0 . 0 , 0 . 0 , 3 0 . 0 ) ) ;
232 M o b i l i t y H e l p e r e n b m o b i l i t y ;
233 e n b m o b i l i t y . S e t M o b i l i t y M o d e l ( " ns3 : : C o n s t a n t P o s i t i o n M o b i l i t y M o d e l " ) ;
234 e n b m o b i l i t y . S e t P o s i t i o n A l l o c a t o r ( e n b P o s i t i o n A l l o c ) ;





239 M o b i l i t y H e l p e r u e m o b i l i t y ;
240 P t r < L i s t P o s i t i o n A l l o c a t o r > u e P o s i t i o n A l l o c = C r e a t e O b j e c t < L i s t P o s i t i o n A l l o c a t o r > ( ) ;
241
242 / / G e r a o de p o s i e s a l e a t r i a s d e n t r o de um r a i o m x i m o
243 / / Obs : n o e s t f u n c i o n a n d o p a r a mais que 4 n s
244 /∗ i n t n ;
245 i n t r a i o = 100 ;
246 i n t d i s t [ numUe ] ;
247 d oub l e x [ numUe ] ;
248 d oub l e y [ numUe ] ;
249 s r a n d ( ( u n s i g n e d ) t ime (NULL) ) ;
250 f o r ( n=0 ; n < numUe ; n ++)
251 {
252 d i s t [ n ] = rand ( ) % ( r a i o +1) ;
253 x [ n ] = rand ( ) % ( d i s t [ n ] + 1 ) ;
254 y [ n ] = s q r t ( pow ( d i s t [ n ] , 2 ) − pow ( x [ n ] , 2 ) ) ;
255 / / s t d : : c o u t << " N =" << n << e n d l ;
256 / / s t d : : c o u t << " d i s t =" << d i s t [ n ] << e n d l ;
257 / / s t d : : c o u t << " x =" << x [ n ] << e n d l ;
258 / / s t d : : c o u t << " y =" << y [ n ] << e n d l ;
259 u e P o s i t i o n A l l o c−>Add ( Ve c to r ( x [ n ] , y [ n ] , 1 . 5 ) ) ;
260 p r i n t f ( " u e P o s i t i o n A l l o c−>Add ( Ve c to r (%f , %f , 1 . 5 ) ) ; \ n " , x [ n ] , y [ n ] ) ;
261 / / s t d : : c o u t << "−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−" << e n d l ;
262 }∗ /
263
264 u e P o s i t i o n A l l o c−>Add ( Ve c to r ( 0 . 0 , d i s t , 1 . 5 ) ) ;
265
266 / / u e P o s i t i o n A l l o c−>Add ( V ec to r ( 1 0 0 . 0 , 0 . 0 , 1 . 5 ) ) ;
267 / / u e P o s i t i o n A l l o c−>Add ( V ec to r ( 3 0 . 0 , 4 0 . 0 , 1 . 5 ) ) ;
268 / / u e P o s i t i o n A l l o c−>Add ( V ec to r ( 2 3 0 . 0 , 2 3 0 . 0 , 1 . 5 ) ) ;
269 / / u e P o s i t i o n A l l o c−>Add ( V ec to r ( 2 5 0 . 0 , 2 5 0 . 0 , 1 . 5 ) ) ;
270 / / u e P o s i t i o n A l l o c−>Add ( V ec to r ( 2 0 . 0 , 0 . 0 , 1 . 5 ) ) ;






277 u e m o b i l i t y . S e t M o b i l i t y M o d e l ( " ns3 : : C o n s t a n t P o s i t i o n M o b i l i t y M o d e l " ) ;
278 u e m o b i l i t y . S e t P o s i t i o n A l l o c a t o r ( u e P o s i t i o n A l l o c ) ;
279 u e m o b i l i t y . I n s t a l l ( ueNodes ) ;
280
281
282 / / I n s t a l l mmWave Dev ices t o t h e nodes
283 N e t D e v i c e C o n t a i n e r enbmmWaveDevs = mmwaveHelper−>I n s t a l l E n b D e v i c e ( enbNodes ) ;
284 N e t D e v i c e C o n t a i n e r uemmWaveDevs = mmwaveHelper−>I n s t a l l U e D e v i c e ( ueNodes ) ;
285
286 / / I n s t a l l t h e IP s t a c k on t h e UEs
287 i n t e r n e t . I n s t a l l ( ueNodes ) ;
288 I p v 4 I n t e r f a c e C o n t a i n e r u e I p I f a c e ;
289 u e I p I f a c e = epcHelpe r−>Ass ignUeIpv4Address ( N e t D e v i c e C o n t a i n e r ( uemmWaveDevs ) ) ;
290 / / Ass ign IP a d d r e s s t o UEs , and i n s t a l l a p p l i c a t i o n s
291 f o r ( u i n t 3 2 _ t u = 0 ; u < ueNodes . GetN ( ) ; ++u )
292 {
293 P t r <Node> ueNode = ueNodes . Get ( u ) ;
294 / / S e t t h e d e f a u l t ga teway f o r t h e UE
295 P t r < I p v 4 S t a t i c R o u t i n g > u e S t a t i c R o u t i n g = i p v 4 R o u t i n g H e l p e r . G e t S t a t i c R o u t i n g ( ueNode−>GetObjec t <Ipv4 > ( ) ) ;
296 u e S t a t i c R o u t i n g−>S e t D e f a u l t R o u t e ( epcHelpe r−>GetUeDefau l tGa tewayAddress ( ) , 1 ) ;
297 }
298
299 mmwaveHelper−>A t t a c h T o C l o s e s t E n b ( uemmWaveDevs , enbmmWaveDevs ) ;
300
301 mmwaveHelper−>E n a b l e T r a c e s ( ) ;
302 / / mmwaveHelper−>Enab leDlPhyTrace ( ) ; / / Uncomment t o e n a b l e PCAP t r a c i n g




307 /∗ P t r <RadioEnvironmentMapHelper > remHelper = C r e a t e O b j e c t <RadioEnvironmentMapHelper > ( ) ;
308 remHelper−>S e t A t t r i b u t e ( " Channe lPa th " , S t r i n g V a l u e ( " / C h a n n e l L i s t / 0 " ) ) ;
309 remHelper−>S e t A t t r i b u t e ( " O u t p u t F i l e " , S t r i n g V a l u e ( " rem . o u t " ) ) ;
310 remHelper−>S e t A t t r i b u t e ( " XMin " , DoubleValue (−400.0) ) ;
311 remHelper−>S e t A t t r i b u t e ( "XMax" , DoubleValue ( 4 0 0 . 0 ) ) ;
312 remHelper−>S e t A t t r i b u t e ( " XRes " , U i n t e g e r V a l u e ( 1 0 0 ) ) ;
313 remHelper−>S e t A t t r i b u t e ( " YMin " , DoubleValue (−300.0) ) ;
314 remHelper−>S e t A t t r i b u t e ( "YMax" , DoubleValue ( 3 0 0 . 0 ) ) ;
315 remHelper−>S e t A t t r i b u t e ( " YRes " , U i n t e g e r V a l u e ( 7 5 ) ) ;
316 remHelper−>S e t A t t r i b u t e ( " Z " , DoubleValue ( 0 . 0 ) ) ;
317 remHelper−>S e t A t t r i b u t e ( " UseDataChannel " , BooleanValue ( t r u e ) ) ;
318 remHelper−>S e t A t t r i b u t e ( " RbId " , I n t e g e r V a l u e ( 1 0 ) ) ;




322 / / I n s t a l l and s t a r t a p p l i c a t i o n s on UEs and remote h o s t
323 u i n t 1 6 _ t d l P o r t = 8 0 ;
324 / / u i n t 1 6 _ t u l P o r t = 8 0 ;
325 A p p l i c a t i o n C o n t a i n e r c l i e n t A p p s ;
326 A p p l i c a t i o n C o n t a i n e r s e r v e r A p p s ;
327 f o r ( u i n t 3 2 _ t u = 0 ; u < ueNodes . GetN ( ) ; ++u )
328 {
329 / / ++ u l P o r t ;
330
331 P a c k e t S i n k H e l p e r d l P a c k e t S i n k H e l p e r ( " ns3 : : UdpSocke tFac to ry " , I n e t S o c k e t A d d r e s s ( Ipv4Addre s s : : GetAny ( ) , d l P o r t ) ) ;
332 / / P a c k e t S i n k H e l p e r u l P a c k e t S i n k H e l p e r ( " ns3 : : UdpSocke tFac to ry " , I n e t S o c k e t A d d r e s s ( Ipv4Addre s s : : GetAny ( ) , u l P o r t ) ) ;
333
334 s e r v e r A p p s . Add ( d l P a c k e t S i n k H e l p e r . I n s t a l l ( ueNodes . Get ( u ) ) ) ;
335 / / s e r v e r A p p s . Add ( u l P a c k e t S i n k H e l p e r . I n s t a l l ( r emoteHos t ) ) ;
336
337
338 U d p C l i e n t H e l p e r d l C l i e n t ( u e I p I f a c e . Ge tAddress ( u ) , d l P o r t ) ;
339 d l C l i e n t . S e t A t t r i b u t e ( " I n t e r v a l " , TimeValue ( M i l l i S e c o n d s ( i n t e r P a c k e t I n t e r v a l ) ) ) ;
340 d l C l i e n t . S e t A t t r i b u t e ( " MaxPackets " , U i n t e g e r V a l u e (1000000) ) ;
341
342 / / U d p C l i e n t H e l p e r u l C l i e n t ( remoteHostAddr , u l P o r t ) ;
343 / / u l C l i e n t . S e t A t t r i b u t e ( " I n t e r v a l " , TimeValue ( M i l l i S e c o n d s ( i n t e r P a c k e t I n t e r v a l ) ) ) ;




348 c l i e n t A p p s . Add ( d l C l i e n t . I n s t a l l ( r emoteHos t ) ) ;





354 p2ph . E n a b l e P c a p A l l ( " c e n a r i o 1 5 " ) ;
355 / / FlowMoni tor
356
357 / / A c t i v a t e a d a t a r a d i o b e a r e r
358 /∗enum EpsBea re r : : Qci q = EpsBea re r : : GBR_CONV_VOICE;
359 EpsBea re r b e a r e r ( q ) ;
360 mmwaveHelper−>A c t i v a t e D a t a R a d i o B e a r e r ( uemmWaveDevs , b e a r e r ) ; ∗ /
361
362 FlowMoni to rHe lpe r flowmon ;
363 P t r <FlowMonitor > m o n i t o r = flowmon . I n s t a l l ( a l l N o d e s ) ;
364 moni to r−>S t a r t ( Seconds ( 0 . 0 ) ) ; / / s t a r t m o n i t o r i n g a f t e r ne twork warm up
365 moni to r−>Stop ( Seconds ( simTime ) ) ; / / s t o p m o n i t o r i n g
366
367 S i m u l a t o r : : S top ( Seconds ( simTime ) ) ;
368 S i m u l a t o r : : Run ( ) ;
369
370 P t r < I p v 4 F l o w C l a s s i f i e r > c l a s s i f i e r = DynamicCast < I p v 4 F l o w C l a s s i f i e r > ( flowmon . G e t C l a s s i f i e r ( ) ) ;
371
372 s t d : : map<FlowId , FlowMoni tor : : F l o w S t a t s > s t a t s = moni to r−>G e t F l o w S t a t s ( ) ;
373
374
375 f o r ( s t d : : map<FlowId , FlowMoni tor : : F l o w S t a t s > : : c o n s t _ i t e r a t o r i = s t a t s . b e g i n ( ) ; i != s t a t s . end ( ) ; ++ i )
376 {
377 I p v 4 F l o w C l a s s i f i e r : : F i v e T u p l e t = c l a s s i f i e r −>FindFlow ( i−> f i r s t ) ;
378 i f ( t . d e s t i n a t i o n P o r t == 80) / / on ly h t t p f l o w s
379 {
380 s t d : : c o u t << " Flow " << i−> f i r s t << " ( " << t . s o u r c e A d d r e s s << " −> " << t . d e s t i n a t i o n A d d r e s s << " P o r t : "<< t .
d e s t i n a t i o n P o r t <<" ) \ n " ;
381 s t d : : c o u t << " Tx Bytes : " << i−>second . t x B y t e s << " \ n " ;
382 s t d : : c o u t << " Rx Bytes : " << i−>second . r x B y t e s << " \ n " ;
383 s t d : : c o u t << " Throughpu t : " << i−>second . r x B y t e s ∗ 8 . 0 / ( simTime − 0 . 0 1 ) / 1024 / 1024 << " Mbps \ n " ;





388 i f ( t . d e s t i n a t i o n P o r t == 80) / / on ly h t t p f l o w s
389 {
390 d a t a . nFlows ++;
391 d a t a . sumRxBytesByFlow += i−>second . r x B y t e s ; / / sum f l o w s
392 d a t a . sumRxBytesQuadByFlow += i−>second . r x B y t e s ∗ i−>second . r x B y t e s ; / / sum f l o w s
393 d a t a . sumDelayFlow += i−>second . delaySum . G e t I n t e g e r ( ) ; / / sum d e l a y s
394 d a t a . sumRxPktsByFlow += i−>second . r x P a c k e t s ; / / sum rx p k t s
395 d a t a . sumTxPktsByFlow += i−>second . t x P a c k e t s ; / / sum t x p k t s









404 s e r v e r A p p s . S t a r t ( Seconds ( 0 . 0 ) ) ;










415 / / S i m u l a t o r : : S top ( Seconds ( simTime ) ) ;
416 / / S i m u l a t o r : : Run ( ) ;
417
418 /∗ G t k C o n f i g S t o r e c o n f i g ;
419 c o n f i g . C o n f i g u r e A t t r i b u t e s ( ) ; ∗ /
420
421 S i m u l a t o r : : D e s t r o y ( ) ;
422
423 ComputeResu l t s ( ) ;





429 ComputeResu l t s ( vo id )
430 {
431 d oub l e d e l t a T = ( s t o p − warmup ) ;
432 / / Throughpu t Average by Flow ( bps )
433 d a t a . thrpAvgByFlow = ( d ou b l e ) d a t a . sumRxBytesByFlow ∗ 8 / ( d a t a . nFlows ∗ d e l t a T ) ;
434 / / Throughpu t Q u a d r a t i c Average by Flow ( b p s )
435 d a t a . thrpAvgQuadByFlow = ( d ou b l e ) d a t a . sumRxBytesQuadByFlow ∗ 8∗8 / ( d a t a . nFlows ∗ d e l t a T∗d e l t a T ) ;
436 / / Throughpu t V a r i a n c e by Flow ( b p s )
437 d a t a . thrpVarByFlow = d a t a . thrpAvgQuadByFlow − d a t a . thrpAvgByFlow ∗ d a t a . thrpAvgByFlow ;
438 / / Network Aggrega ted Throughpu t Average by Node ( bps )
439 / / d a t a . netThrpAvgByNode = ( d ou b l e ) d a t a . sumRxBytesByFlow ∗ 8 / ( numFluxos ∗ d e l t a T ) ;
440 / / F a i r n e s s J a i n s Index
441 d a t a . f a i r n e s s = ( d ou b l e ) d a t a . sumRxBytesByFlow ∗ d a t a . sumRxBytesByFlow / ( d a t a . nFlows ∗ d a t a . sumRxBytesQuadByFlow ) ;
442 / / Delay Mean by P a c k e t ( nanoseconds )
443 d a t a . de l ayByPk t = ( d ou b l e ) d a t a . sumDelayFlow / d a t a . sumRxPktsByFlow ;
444 / / Los t R a t i o (%)
445 d a t a . l o s t R a t i o = ( d ou b l e ) 100 ∗ d a t a . sumLostPktsByFlow / d a t a . sumTxPktsByFlow ;
446 d a t a . pdr = ( d ou b l e ) 100 ∗ d a t a . sumRxPktsByFlow / d a t a . sumTxPktsByFlow ;
447
448
449 c o u t << " ====================================================================== " << e n d l
450 << " S i m u l a t i o n r e s u l t s : " << e n d l
451 << " Throughpu t Average by Flow ( kbps ) : \ t " << d a t a . thrpAvgByFlow / 1024 .0 << e n d l
452 << " Throughpu t D e v i a t i o n by Flow ( kbps ) : \ t " << s q r t ( d a t a . thrpVarByFlow ) / 1024 .0 << e n d l
453 / / << " Network Aggrega ted Throughput Average by Node ( kbps ) : \ t " << d a t a . netThrpAvgByNode / 1024 .0 << e n d l
454 << " F a i r n e s s J a i n s Index : \ t " << d a t a . f a i r n e s s << e n d l
455 << " Delay Mean by P a c k e t ( s e c o n d s ) : \ t " << d a t a . de l ayByPk t / 1 e9 << e n d l
456 << " P a c k e t Los t R a t i o (%) : \ t " << d a t a . l o s t R a t i o << e n d l
457 << " P a c k e t D e l i v e r y R a t i o (%) : \ t " << d a t a . pdr << endl << endl << e n d l ;
458
459 c o u t << " Flows : " << d a t a . nFlows << e n d l ;
460
461
462 /∗ o f s t r e a m t h r o u g h p u t ;
463 t h r o u g h p u t . open ( " R e s u l t a d o s / t h r o u g h p u t " , i o s : : app ) ;
464 t h r o u g h p u t << " \ t " << d a t a . nFlows << " \ t "<< s t d : : s e t p r e c i s i o n ( 4 ) << d a t a . thrpAvgByFlow / 1024 .0 << e n d l ;
465 t h r o u g h p u t . c l o s e ( ) ; ∗ /
466
467
468 /∗ o f s t r e a m d e l a y ;
469 d e l a y . open ( " R e s u l t a d o s / d e l a y " , i o s : : app ) ;
470 d e l a y << " \ t " << d a t a . nFlows << " \ t " << s t d : : s e t p r e c i s i o n ( 4 ) << d a t a . de l ayByPk t / 1 e6 << e n d l ;
471 d e l a y . c l o s e ( ) ;
472
473
474 o f s t r e a m f a i r n e s s ;
475 f a i r n e s s . open ( " R e s u l t a d o s / f a i r n e s s " , i o s : : app ) ;
476 f a i r n e s s << " \ t " << d a t a . nFlows << " \ t " << s t d : : s e t p r e c i s i o n ( 4 ) << d a t a . f a i r n e s s << e n d l ;
477 f a i r n e s s . c l o s e ( ) ; ∗ /
478
479 o f s t r e a m pdr ;
59
480 pdr . open ( " R e s u l t a d o s / pdr " , i o s : : app ) ;
481 pdr << " d i s t =" << d i s t << " \ t " << s t d : : s e t p r e c i s i o n ( 4 ) << d a t a . pdr << e n d l ;
482 pdr . c l o s e ( ) ;
483
484 /∗ o f s t r e a m p a c k e t s ;
485 p a c k e t s . open ( " R e s u l t a d o s / p a c k e t s " , i o s : : app ) ;
486 p a c k e t s << " \ t " << d a t a . sumTxPktsByFlow << " \ t " << s t d : : s e t p r e c i s i o n ( 4 ) << d a t a . sumRxPktsByFlow << e n d l ;










5 ∗ MmWaveBeamforming . cc
6 ∗
7 ∗ C r e a t e d on : 2014 1125
8 ∗ Author : meng le i
9 ∗
10 ∗ Modi f i ed on : 0 7 / 1 9 / 2 0 1 7 ( Alamout i squeme i n c l u s i o n f o r c o n t r o l c h a n n e l )
11 ∗ Author : Thayane Viana
12 ∗ /
13 / / −−−−−−−−−−−−−−−−−−−−−−−−−−−−−− ALAMOUTI 2x32 −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
14 # i n c l u d e "mmwave−beamforming . h "
15
16 # i n c l u d e <ns3 / l o g . h>
17 # i n c l u d e < f s t r e a m >
18 # i n c l u d e <ns3 / s i m u l a t o r . h>
19 # i n c l u d e <ns3 / a b o r t . h>
20 # i n c l u d e <ns3 / mmwave−enb−ne t−d e v i c e . h>
21 # i n c l u d e <ns3 / mmwave−ue−ne t−d e v i c e . h>
22 # i n c l u d e <ns3 / mmwave−ue−phy . h>
23 # i n c l u d e <ns3 / an tenna−a r r a y−model . h>
24 # i n c l u d e <ns3 / node . h>
25 # i n c l u d e < a l g o r i t h m >
26 # i n c l u d e <ns3 / d oub l e . h>
27 # i n c l u d e <ns3 / b o o l e a n . h>
28
29 namespace ns3 {
30
31 NS_LOG_COMPONENT_DEFINE ( " MmWaveBeamforming " ) ;
32
33 NS_OBJECT_ENSURE_REGISTERED ( MmWaveBeamforming ) ;
34
35 / / number o f c h a n n e l m a t r i x i n s t a n c e i n beamforming f i l e s
36 / / p e r i o d o f u p d a t i n g c h a n n e l m a t r i x
37 s t a t i c c o n s t u i n t 3 2 _ t g_numIns t ance = 100 ;
38
39 complex2DVector_ t g _ e n b A n t e n n a I n s t a n c e ; / / 100 i n s t a n c e o f txW
40 complex2DVector_ t g _ u e A n t e n n a I n s t a n c e ; / / 100 i n s t a n c e o f rxW
41 complex3DVector_ t g _ e n b S p a t i a l I n s t a n c e ; / / t h i s s t o r e s 100 i n s t a n c e o f txE
42 complex3DVector_ t g _ u e S p a t i a l I n s t a n c e ; / / t h i s s t o r e s 100 i n s t a n c e o f rxE
43 d o u b l e 2 D V e c t o r _ t g _ s m a l l S c a l e F a d i n g I n s t a n c e ; / / t h i s s t o r e s 100 i n s t a n c e o f s igma v e c t o r
44
45 /∗
46 ∗ The d e l a y s p r e a d and Dopple r s h i f t i s n o t based on measurement d a t a a t t h i s t ime
47 ∗ /
48 s t a t i c c o n s t d oub l e De laySpread [ 2 0 ] = {0 , 3e−9, 4e−9, 5e−9, 5e−9, 6e−9, 7e−9, 7e−9, 7e−9, 17e−9,
49 18e−9, 20e−9, 23e−9, 24e−9, 26e−9, 38e−9, 40e−9, 42e−9, 45e−9, 50e−9};
50
51 s t a t i c c o n s t d oub l e D o p p l e r S h i f t [ 2 0 ] = { 0 . 7 3 , 0 . 7 8 , 0 . 6 8 , 0 . 7 1 , 0 . 7 9 , 0 . 6 9 , 0 . 6 6 , 0 . 7 0 , 0 . 6 9 , 0 . 4 4 ,
52 0 . 4 8 , 0 . 4 3 , 0 . 4 2 , 0 . 4 7 , 0 . 5 0 , 0 . 5 3 , 0 . 5 2 , 0 . 4 9 , 0 . 5 5 , 0 . 5 2 } ;
53
54 / / Q u a n t i d a d e de a n t e n a s u t i l i z a d a s p e l o Alamout i
55 u i n t 3 2 _ t t x A n t e n n a S i z e A l a m o u t i = 2 ; / / 2 a n t e n a s
56 u i n t 3 2 _ t r x A n t e n n a S i z e A l a m o u t i = 3 2 ; / / 2 a n t e n a s
57
58 MmWaveBeamforming : : MmWaveBeamforming ( u i n t 3 2 _ t enbAntenna , u i n t 3 2 _ t ueAntenna )
59 : m_pathNum ( 2 0 ) ,
60 m_enbAntennaSize ( enbAntenna ) ,
61 m_ueAntennaSize ( ueAntenna ) ,
62 m_longTermUpdatePer iod ( 0 ) ,
60
63 m_smal lSca l e ( t r u e ) ,
64 m_fixSpeed ( f a l s e ) ,
65 m_ueSpeed ( 0 . 0 ) ,
66 m_update ( t r u e )
67 {
68 i f ( g _ s m a l l S c a l e F a d i n g I n s t a n c e . empty ( ) )
69 L o a d F i l e ( ) ;





75 MmWaveBeamforming : : GetTypeId ( vo id )
76 {
77 s t a t i c TypeId t i d = TypeId ( " ns3 : : MmWaveBeamforming " )
78 . S e t P a r e n t < Objec t > ( )
79 . A d d A t t r i b u t e ( " LongTermUpdatePer iod " ,
80 " Time ( ms ) between p e r i o d i c u p d a t i n g o f c h a n n e l m a t r i x / beamforming v e c t o r s " ,
81 TimeValue ( M i l l i S e c o n d s ( 1 0 0 . 0 ) ) ,
82 MakeTimeAccessor (&MmWaveBeamforming : : m_longTermUpdatePer iod ) ,
83 MakeTimeChecker ( ) )
84 . A d d A t t r i b u t e ( " S m a l l S c a l e F a d i n g " ,
85 " Enab le s m a l l s c a l e f a d i n g " ,
86 BooleanValue ( t r u e ) ,
87 MakeBooleanAccessor (&MmWaveBeamforming : : m_sma l lSca l e ) ,
88 MakeBooleanChecker ( ) )
89 . A d d A t t r i b u t e ( " F ixSpeed " ,
90 " S e t a f i x e d speed ( even i f c o n s t a n t p o s i t i o n ) so d o p p l e r > 0 f o r t e s t i n g " ,
91 BooleanValue ( f a l s e ) ,
92 MakeBooleanAccessor (&MmWaveBeamforming : : m_fixSpeed ) ,
93 MakeBooleanChecker ( ) )
94 . A d d A t t r i b u t e ( " UeSpeed " ,
95 "UE speed (m/ s ) f o r f i x e d speed t e s t " ,
96 DoubleValue ( 0 . 0 ) ,
97 MakeDoubleAccessor (&MmWaveBeamforming : : m_ueSpeed ) ,
98 MakeDoubleChecker < double > ( ) )
99 ;
100 r e t u r n t i d ;
101 }
102






109 MmWaveBeamforming : : DoDispose ( )
110 {




115 MmWaveBeamforming : : S e t C o f i g u r a t i o n P a r a m e t e r s ( P t r <MmWavePhyMacCommon> p t r C o n f i g )
116 {
117 m_phyMacConfig = p t r C o n f i g ;
118 }
119
120 P t r <MmWavePhyMacCommon>
121 MmWaveBeamforming : : G e t C o n f i g u r a t i o n P a r a m e t e r s ( vo id ) c o n s t
122 {
123 r e t u r n m_phyMacConfig ;
124 }
125
126 s t d : : complex < double >
127 MmWaveBeamforming : : ParseComplex ( s t d : : s t r i n g s t rCmplx )
128 {
129 d oub l e r e = 0 . 0 0 ;
130 d oub l e im = 0 . 0 0 ;
131 s i z e _ t f i n d j = 0 ;
132 s t d : : complex < double > out_complex ;
133
134 f i n d j = s t rCmplx . f i n d ( " i " ) ;
135 i f ( f i n d j == s t d : : s t r i n g : : npos )
136 {
137 im = −1.00;
138 }
139 e l s e
140 {
141 s t rCmplx [ f i n d j ] = \ 0 ;
142 }
143 i f ( ( s t rCmplx . f i n d ( "+" , 1 ) == s t d : : s t r i n g : : npos && st rCmplx . f i n d ( "−" , 1 ) == s t d : : s t r i n g : : npos ) && im != −1 )
61
144 {
145 /∗ No r e a l v a l u e ∗ /
146 r e = −1.00;
147 }
148 s t d : : s t r i n g s t r e a m s t r e a m ( s t rCmplx ) ;
149 i f ( r e != −1.00 )
150 {
151 s t ream >> r e ;
152 }
153 e l s e
154 {
155 r e = 0 ;
156 }
157 i f ( im != −1 )
158 {
159 s t ream >>im ;
160 }
161 e l s e
162 {
163 im = 0 . 0 0 ;
164 }
165 / / s t d : : cou t <<" −−− "<< re <<" "<<im<< s t d : : e n d l ;
166 out_complex = s t d : : complex < double >( re , im ) ;




171 MmWaveBeamforming : : L o a d F i l e ( )
172 {
173 L o a d S m a l l S c a l e F a d i n g ( ) ;
174 LoadEnbAntenna ( ) ;
175 LoadUeAntenna ( ) ;
176 L o a d E n b S p a t i a l S i g n a t u r e ( ) ;





182 MmWaveBeamforming : : L o a d S m a l l S c a l e F a d i n g ( )
183 {
184 s t d : : s t r i n g f i l e n a m e = " s r c / mmwave / model / BeamFormingMatrix / S m a l l S c a l e F a d i n g . t x t " ;
185 NS_LOG_FUNCTION ( t h i s << " Loading S m a l l S c a l e F a d i n g f i l e " << f i l e n a m e ) ;
186 s t d : : i f s t r e a m s i n g l e f i l e ;
187 s i n g l e f i l e . open ( f i l e n a m e . c _ s t r ( ) , s t d : : i f s t r e a m : : i n ) ;
188
189 NS_LOG_INFO ( t h i s << " F i l e : " << f i l e n a m e ) ;
190 NS_ASSERT_MSG( s i n g l e f i l e . good ( ) , " S m a l l S c a l e F a d i n g f i l e n o t found " ) ;
191 s t d : : s t r i n g l i n e ;
192 s t d : : s t r i n g t o k e n ;
193 w h i l e ( s t d : : g e t l i n e ( s i n g l e f i l e , l i n e ) ) / / P a r s e each l i n e o f t h e f i l e
194 {
195 d o u b l e V e c t o r _ t p a t h ;
196 s t d : : i s t r i n g s t r e a m s t r e a m ( l i n e ) ;
197 w h i l e ( g e t l i n e ( s t r eam , token , , ) ) / / P a r s e each comma s e p a r a t e d s t r i n g i n a l i n e
198 {
199 d oub l e sigma = 0 . 0 0 ;
200 s t d : : s t r i n g s t r e a m s t r e a m ( t o k e n ) ;
201 s t ream >>sigma ;
202 p a t h . push_back ( s igma ) ;
203 }
204 g _ s m a l l S c a l e F a d i n g I n s t a n c e . push_back ( p a t h ) ;
205 }
206 NS_LOG_INFO ( " S m a l l S c a l e F a d i n g [ i n s t a n c e : "<< g _ s m a l l S c a l e F a d i n g I n s t a n c e . s i z e ( ) <<" ] [ p a t h : "<< g _ s m a l l S c a l e F a d i n g I n s t a n c e [ 0 ] .




210 MmWaveBeamforming : : LoadEnbAntenna ( )
211 {
212 s t d : : s t r i n g f i l e n a m e = " s r c / mmwave / model / BeamFormingMatrix / TxAntenna . t x t " ;
213 NS_LOG_FUNCTION ( t h i s << " Loading TxAntenna f i l e " << f i l e n a m e ) ;
214 s t d : : i f s t r e a m s i n g l e f i l e ;
215 s t d : : complex < double > complexVar ;
216 s i n g l e f i l e . open ( f i l e n a m e . c _ s t r ( ) , s t d : : i f s t r e a m : : i n ) ;
217
218 NS_LOG_INFO ( t h i s << " F i l e : " << f i l e n a m e ) ;
219 NS_ASSERT_MSG( s i n g l e f i l e . good ( ) , " TxAntenna f i l e n o t found " ) ;
220 s t d : : s t r i n g l i n e ;
221 s t d : : s t r i n g t o k e n ;
222 w h i l e ( s t d : : g e t l i n e ( s i n g l e f i l e , l i n e ) ) / / P a r s e each l i n e o f t h e f i l e
223 {
62
224 c o m p l e x V e c t o r _ t t xAn tenna ;
225 s t d : : i s t r i n g s t r e a m s t r e a m ( l i n e ) ;
226 w h i l e ( g e t l i n e ( s t r eam , token , , ) ) / / P a r s e each comma s e p a r a t e d s t r i n g i n a l i n e
227 {
228 complexVar = ParseComplex ( t o k e n ) ;
229 txAn tenna . push_back ( complexVar ) ;
230 }
231 g _ e n b A n t e n n a I n s t a n c e . push_back ( txAn tenna ) ;
232 }





238 MmWaveBeamforming : : LoadUeAntenna ( )
239 {
240 s t d : : s t r i n g f i l e n a m e = " s r c / mmwave / model / BeamFormingMatrix / RxAntenna . t x t " ;
241 NS_LOG_FUNCTION ( t h i s << " Loading RxAntenna f i l e " << f i l e n a m e ) ;
242 s t d : : i f s t r e a m s i n g l e f i l e ;
243 s t d : : complex < double > complexVar ;
244 s i n g l e f i l e . open ( f i l e n a m e . c _ s t r ( ) , s t d : : i f s t r e a m : : i n ) ;
245
246 NS_LOG_INFO ( t h i s << " F i l e : " << f i l e n a m e ) ;
247 NS_ASSERT_MSG( s i n g l e f i l e . good ( ) , " RxAntenna f i l e n o t found " ) ;
248
249 s t d : : s t r i n g l i n e ;
250 s t d : : s t r i n g t o k e n ;
251 w h i l e ( s t d : : g e t l i n e ( s i n g l e f i l e , l i n e ) ) / / P a r s e each l i n e o f t h e f i l e
252 {
253 c o m p l e x V e c t o r _ t rxAntenna ;
254 s t d : : i s t r i n g s t r e a m s t r e a m ( l i n e ) ;
255 w h i l e ( g e t l i n e ( s t r eam , token , , ) ) / / P a r s e each comma s e p a r a t e d s t r i n g i n a l i n e
256 {
257 complexVar = ParseComplex ( t o k e n ) ;
258 rxAntenna . push_back ( complexVar ) ;
259 }
260 g _ u e A n t e n n a I n s t a n c e . push_back ( rxAntenna ) ;
261 }




266 MmWaveBeamforming : : L o a d E n b S p a t i a l S i g n a t u r e ( )
267 {
268 s t d : : s t r i n g f i l e n a m e = " s r c / mmwave / model / BeamFormingMatrix / T x S p a t i a l S i g n i t u r e . t x t " ;
269 NS_LOG_FUNCTION ( t h i s << " Loading T x s p a t i a l S i g n i t u r e f i l e " << f i l e n a m e ) ;
270 s t d : : i f s t r e a m s i n g l e f i l e ;
271 s t d : : s t r i n g l i n e ;
272 s t d : : s t r i n g t o k e n ;
273
274 u i n t 1 6 _ t c o u n t e r = 1 ;
275 s t d : : complex < double > complexVar ;
276 complex2DVector_ t t x S p a t i a l M a t r i x ;
277 s i n g l e f i l e . open ( f i l e n a m e . c _ s t r ( ) , s t d : : i f s t r e a m : : i n ) ;
278
279 NS_ASSERT_MSG ( s i n g l e f i l e . good ( ) , " T x S p a t i a l S i g n i t u r e f i l e n o t found " ) ;
280
281 w h i l e ( s t d : : g e t l i n e ( s i n g l e f i l e , l i n e ) ) / / P a r s e each l i n e o f t h e f i l e
282 {
283 c o m p l e x V e c t o r _ t t x S p a t i a l E l e m e n t ;
284 s t d : : i s t r i n g s t r e a m s t r e a m ( l i n e ) ;
285 w h i l e ( g e t l i n e ( s t r eam , token , , ) ) / / P a r s e each comma s e p a r a t e d s t r i n g i n a l i n e
286 {
287 complexVar = ParseComplex ( t o k e n ) ;
288 t x S p a t i a l E l e m e n t . push_back ( complexVar ) ;
289 }
290 t x S p a t i a l M a t r i x . push_back ( t x S p a t i a l E l e m e n t ) ;
291 i f ( c o u n t e r % m_pathNum ==0 )
292 {
293 g _ e n b S p a t i a l I n s t a n c e . push_back ( t x S p a t i a l M a t r i x ) ;
294 t x S p a t i a l M a t r i x . c l e a r ( ) ;
295 }
296 c o u n t e r ++;
297 }
298 NS_LOG_INFO ( " T x s p a t i a l S i g n i t u r e [ i n s t a n c e : "<< g _ e n b S p a t i a l I n s t a n c e . s i z e ( ) <<" ] [ p a t h : "<< g _ e n b S p a t i a l I n s t a n c e [ 0 ] . s i z e ( ) <<" ] [




302 MmWaveBeamforming : : L o a d U e S p a t i a l S i g n a t u r e ( )
303 {
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304 s t d : : s t r i n g s t r F i l e n a m e = " s r c / mmwave / model / BeamFormingMatrix / R x S p a t i a l S i g n i t u r e . t x t " ;
305 NS_LOG_FUNCTION ( t h i s << " Loading R x s p a t i a l S i g n i t u r e f i l e " << s t r F i l e n a m e ) ;
306 s t d : : i f s t r e a m s i n g l e f i l e ;
307 s t d : : complex < double > complexVar ;
308 complex2DVector_ t r x S p a t i a l M a t r i x ;
309 s i n g l e f i l e . open ( s t r F i l e n a m e . c _ s t r ( ) , s t d : : i f s t r e a m : : i n ) ;
310
311 NS_LOG_INFO ( t h i s << " F i l e : " << s t r F i l e n a m e ) ;
312 NS_ASSERT_MSG ( s i n g l e f i l e . good ( ) , " R x S p a t i a l S i g n i t u r e f i l e n o t found " ) ;
313
314 s t d : : s t r i n g l i n e ;
315 s t d : : s t r i n g t o k e n ;
316 i n t c o u n t e r = 1 ;
317 w h i l e ( s t d : : g e t l i n e ( s i n g l e f i l e , l i n e ) ) / / P a r s e each l i n e o f t h e f i l e
318 {
319 c o m p l e x V e c t o r _ t r x S p a t i a l E l e m e n t ;
320 s t d : : i s t r i n g s t r e a m s t r e a m ( l i n e ) ;
321 w h i l e ( g e t l i n e ( s t r eam , token , , ) ) / / P a r s e each comma s e p a r a t e d s t r i n g i n a l i n e
322 {
323 complexVar = ParseComplex ( t o k e n ) ;
324 r x S p a t i a l E l e m e n t . push_back ( complexVar ) ;
325 }
326 r x S p a t i a l M a t r i x . push_back ( r x S p a t i a l E l e m e n t ) ;
327 i f ( c o u n t e r % m_pathNum == 0)
328 {
329 g _ u e S p a t i a l I n s t a n c e . push_back ( r x S p a t i a l M a t r i x ) ;
330 r x S p a t i a l M a t r i x . c l e a r ( ) ;
331 }
332 c o u n t e r ++;
333 }
334 NS_LOG_INFO ( " R x s p a t i a l S i g n i t u r e [ i n s t a n c e : "<< g _ u e S p a t i a l I n s t a n c e . s i z e ( ) <<" ] [ p a t h : "<< g _ u e S p a t i a l I n s t a n c e [ 0 ] . s i z e ( ) <<" ] [





339 MmWaveBeamforming : : I n i t i a l ( N e t D e v i c e C o n t a i n e r ueDevices , N e t D e v i c e C o n t a i n e r enbDev ices )
340 {
341 f o r ( N e t D e v i c e C o n t a i n e r : : I t e r a t o r i = ueDev ices . Begin ( ) ; i != ueDev ice s . End ( ) ; i ++)
342 {
343 f o r ( N e t D e v i c e C o n t a i n e r : : I t e r a t o r j = enbDev ices . Begin ( ) ; j != enbDev ices . End ( ) ; j ++)
344 {
345 i f ( m_update )
346 {






353 f o r ( N e t D e v i c e C o n t a i n e r : : I t e r a t o r i = ueDev ices . Begin ( ) ; i != ueDev ice s . End ( ) ; i ++)
354 {
355
356 P t r <MmWaveUeNetDevice> UeDev =
357 DynamicCast <MmWaveUeNetDevice> (∗ i ) ;
358 i f ( UeDev−>GetTarge tEnb ( ) )
359 {
360 P t r <NetDevice > t a r g e t B s = UeDev−>GetTarge tEnb ( ) ;




365 S i m u l a t o r : : S c h e d u l e ( m_longTermUpdatePer iod , &MmWaveBeamforming : : I n i t i a l , t h i s , ueDevices , enbDev ices ) ;
366
367 /∗ i f ( ! m_nextLongTermUpdate )
368 {
369 m_nextLongTermUpdate = C r e a t e O b j e c t < Exponen t i a lRandomVar i ab l e > ( ) ;
370 m_nextLongTermUpdate−>S e t A t t r i b u t e ( " Mean " , DoubleValue ( m_longTermUpdatePer iod . GetMicroSeconds ( ) ) ) ;
371 m_nextLongTermUpdate−>S e t A t t r i b u t e ( " Bound " , DoubleValue ( m_longTermUpdatePer iod . GetMicroSeconds ( ) ∗ 10) ) ;
372 }
373 S i m u l a t o r : : S c h e d u l e ( MicroSeconds ( m_nextLongTermUpdate−>GetValue ( ) ) , &MmWaveBeamforming : : I n i t i a l , t h i s , ueDevices ,





378 MmWaveBeamforming : : S e t C h a n n e l M a t r i x ( P t r <NetDevice > ueDevice , P t r <NetDevice > enbDevice )
379 {
380 k e y _ t key = s t d : : make_pa i r ( ueDevice , enbDevice ) ;
381 i n t r a n d o m I n s t a n c e = m_uniformRV−>GetValue ( 0 , g_numIns tance−1) ;
382 NS_LOG_DEBUG ( "∗∗∗∗∗∗∗∗∗∗∗∗∗ UPDATING CHANNEL MATRIX ( i n s t a n c e " << r a n d o m I n s t a n c e << " ) ∗∗∗∗∗∗∗∗∗∗∗∗∗" ) ;
64
383
384 P t r <BeamformingParams > bfParams = Crea t e <BeamformingParams > ( ) ;
385 bfParams−>m_enbW = g _ e n b A n t e n n a I n s t a n c e . a t ( r a n d o m I n s t a n c e ) ;
386 bfParams−>m_ueW = g _ u e A n t e n n a I n s t a n c e . a t ( r a n d o m I n s t a n c e ) ;
387 bfParams−>m_channe lMat r ix . m _ e n b S p a t i a l M a t r i x = g _ e n b S p a t i a l I n s t a n c e . a t ( r a n d o m I n s t a n c e ) ;
388 bfParams−>m_channe lMat r ix . m _ u e S p a t i a l M a t r i x = g _ u e S p a t i a l I n s t a n c e . a t ( r a n d o m I n s t a n c e ) ;
389 bfParams−>m_channe lMat r ix . m_powerFrac t ion = g _ s m a l l S c a l e F a d i n g I n s t a n c e . a t ( r a n d o m I n s t a n c e ) ;
390 bfParams−>m_beam = GetLongTermFading ( bfParams ) ;
391 s t d : : map< key_t , P t r <BeamformingParams > > : : i t e r a t o r i t e r = m_channelMatrixMap . f i n d ( key ) ;
392 i f ( i t e r != m_channelMatr ixMap . end ( ) )
393 {
394 m_channelMatr ixMap . e r a s e ( i t e r ) ;
395 }
396 m_channelMatr ixMap . i n s e r t ( s t d : : make_pa i r ( key , bfParams ) ) ;
397 / / u p d a t e c h a n n e l m a t r i x p e r i o d i c a l l y




402 MmWaveBeamforming : : Se tBeamformingVec tor ( P t r <NetDevice > ueDevice , P t r <NetDevice > enbDevice )
403 {
404 k e y _ t key = s t d : : make_pa i r ( ueDevice , enbDevice ) ;
405 s t d : : map< key_t , P t r <BeamformingParams > > : : i t e r a t o r i t = m_channelMatrixMap . f i n d ( key ) ;
406 NS_ASSERT_MSG ( i t != m_channelMatr ixMap . end ( ) , " c o u l d n o t f i n d " ) ;
407 P t r <BeamformingParams > bfParams = i t−>second ;
408 P t r <MmWaveEnbNetDevice> EnbDev =
409 DynamicCast <MmWaveEnbNetDevice> ( enbDevice ) ;
410 P t r <MmWaveUeNetDevice> UeDev =
411 DynamicCast <MmWaveUeNetDevice> ( ueDevice ) ;
412
413 P t r <AntennaArrayModel > ueAntennaArray = DynamicCast <AntennaArrayModel > (
414 UeDev−>GetPhy ( )−>GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
415 P t r <AntennaArrayModel > enbAntennaArray = DynamicCast <AntennaArrayModel > (
416 EnbDev−>GetPhy ( )−>GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
417
418 /∗ do ub l e v a r i a b l e = m_uniformRV−>GetValue ( 0 , 1 ) ;
419 i f ( m_update && v a r i a b l e < 0 . 0 8 )
420 {
421 ueAntennaArray−>SetBeamformingVec torWi thDelay ( bfParams−>m_ueW) ;
422 enbAntennaArray−>SetBeamformingVec torWi thDelay ( bfParams−>m_enbW , ueDevice ) ;
423
424 }
425 e l s e
426 {∗ /
427 ueAntennaArray−>SetBeamformingVec to r ( bfParams−>m_ueW) ;
428 enbAntennaArray−>SetBeamformingVec to r ( bfParams−>m_enbW , ueDevice ) ;
429
430 / / }
431 }
432
433 c o m p l e x V e c t o r _ t∗
434 MmWaveBeamforming : : GetLongTermFading ( P t r <BeamformingParams > bfParams ) c o n s t
435 {
436 c o m p l e x V e c t o r _ t∗ longTerm = new c o m p l e x V e c t o r _ t ( ) ;
437 f o r ( u n s i g n e d p a t h I n d e x = 0 ; p a t h I n d e x < m_pathNum ; p a t h I n d e x ++)
438 {
439 s t d : : complex < double > txsum ( 0 , 0 ) ;
440 f o r ( u n s i g n e d t x A n t e n n a I n d e x = 0 ; t x A n t e n n a I n d e x < m_enbAntennaSize ; t x A n t e n n a I n d e x ++)
441 {
442 txsum = txsum +
443 bfParams−>m_enbW . a t ( t x A n t e n n a I n d e x )∗
444 bfParams−>m_channe lMat r ix . m _ e n b S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( t x A n t e n n a I n d e x ) ;
445 }
446
447 s t d : : complex < double > rxsum ( 0 , 0 ) ;
448 f o r ( u n s i g n e d r x A n t e n n a I n d e x = 0 ; r x A n t e n n a I n d e x < m_ueAntennaSize ; r x A n t e n n a I n d e x ++)
449 {
450 rxsum = rxsum +
451 bfParams−>m_ueW . a t ( r x A n t e n n a I n d e x )∗
452 bfParams−>m_channe lMat r ix . m _ u e S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( r x A n t e n n a I n d e x ) ;
453 }
454 NS_LOG_INFO ( " rxsum="<<rxsum . r e a l ( ) <<" "<<rxsum . imag ( ) ) ;
455 longTerm−>push_back ( txsum∗rxsum ) ;
456 }




461 c o m p l e x V e c t o r _ t∗
462 MmWaveBeamforming : : GetLongTermFadingOmni ( P t r <BeamformingParams > bfParams ) c o n s t
463 {
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464 c o m p l e x V e c t o r _ t∗ longTerm = new c o m p l e x V e c t o r _ t ( ) ;
465 f o r ( u n s i g n e d p a t h I n d e x = 0 ; p a t h I n d e x < m_pathNum ; p a t h I n d e x ++)
466 {
467 s t d : : complex < double > txsum ( 0 , 0 ) ;
468 f o r ( u n s i g n e d t x A n t e n n a I n d e x = 0 ; t x A n t e n n a I n d e x < m_enbAntennaSize ; t x A n t e n n a I n d e x ++)
469 {
470 txsum = txsum +
471 bfParams−>m_channe lMat r ix . m _ e n b S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( t x A n t e n n a I n d e x ) ;
472 }
473
474 s t d : : complex < double > rxsum ( 0 , 0 ) ;
475 f o r ( u n s i g n e d r x A n t e n n a I n d e x = 0 ; r x A n t e n n a I n d e x < m_ueAntennaSize ; r x A n t e n n a I n d e x ++)
476 {
477 rxsum = rxsum +
478 bfParams−>m_channe lMat r ix . m _ u e S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( r x A n t e n n a I n d e x ) ;
479 }
480 NS_LOG_INFO ( " rxsum="<<rxsum . r e a l ( ) <<" "<<rxsum . imag ( ) ) ;
481 longTerm−>push_back ( txsum∗rxsum ) ;
482 }
483 r e t u r n longTerm ;
484 }
485
486 P t r <SpectrumValue >
487 MmWaveBeamforming : : Ge tChanne lGa inVec to r ( P t r < c o n s t Spect rumValue > txPsd , P t r <BeamformingParams > bfParams , do ub l e speed )
c o n s t
488 {
489
490 / / s t d : : c o u t << " Ge tChanne lGa inVec to r \ n " ;
491 NS_LOG_FUNCTION ( t h i s ) ;
492 P t r <SpectrumValue > tempPsd = Copy<Spect rumValue > ( t x P s d ) ;
493 i f ( m_fixSpeed )
494 {
495 speed = m_ueSpeed ;
496 }
497
498 boo l noSpeed = f a l s e ;
499 i f ( speed == 0)
500 {
501 noSpeed = t r u e ;
502 }
503 Time t ime = S i m u l a t o r : : Now ( ) ;
504 d oub l e t = t ime . GetSeconds ( ) ;
505
506 Values : : i t e r a t o r v i t = tempPsd−>ValuesBeg in ( ) ;
507 u i n t 1 6 _ t iSubband = 0 ;
508 w h i l e ( v i t != tempPsd−>ValuesEnd ( ) )
509 {
510 s t d : : complex < double > subsbandGain ( 0 . 0 , 0 . 0 ) ;
511 i f ( (∗ v i t ) != 0 . 0 0 )
512 {
513 d oub l e f s b = m_phyMacConfig−>G e t C e n t r e F r e q u e n c y ( ) − GetSystemBandwidth ( ) / 2 + m_phyMacConfig−>GetChunkWidth ( )∗
iSubband ;
514 f o r ( u n s i g n e d i n t p a t h I n d e x = 0 ; p a t h I n d e x < m_pathNum ; p a t h I n d e x ++)
515 {
516 d ou b l e sigma = bfParams−>m_channe lMat r ix . m_powerFrac t ion . a t ( p a t h I n d e x ) ;
517 d ou b l e t emp_de lay = −2∗M_PI∗ f s b∗DelaySpread [ p a t h I n d e x ] ;
518 s t d : : complex < double > d e l a y ( cos ( t emp_de lay ) , s i n ( t emp_de lay ) ) ;
519 s t d : : complex < double > d o p p l e r ;
520 i f ( noSpeed )
521 {
522 d o p p l e r = s t d : : complex < double > ( 1 , 0 ) ;
523 }
524 e l s e
525 {
526 d ou b l e f_d = speed∗m_phyMacConfig−>G e t C e n t r e F r e q u e n c y ( ) / 3 e8 ;
527 d ou b l e temp_Doppler = 2∗M_PI∗ t∗f_d∗D o p p l e r S h i f t [ p a t h I n d e x ] ;
528
529 d o p p l e r = s t d : : complex < double > ( cos ( temp_Doppler ) , s i n ( temp_Doppler ) ) ;
530 }
531
532 s t d : : complex < double > s m a l l S c a l e F a d i n g = m_smal lSca l e ? s q r t ( 2 )∗s igma∗d o p p l e r∗d e l a y : s q r t ( 2 )∗s igma ;
533 subsbandGain = subsbandGain + (∗ bfParams−>m_beam ) . a t ( p a t h I n d e x )∗ s m a l l S c a l e F a d i n g ;
534 }
535 ∗ v i t = (∗ v i t ) ∗( norm ( subsbandGain ) ) ;
536 / / s t d : : cou t <<" Beamforming= \ n"<< s t d : : e n d l ;
537 / / s t d : : cou t <<"Ganho beamforming ="<< norm ( subsbandGain ) << " \ n " << s t d : : e n d l ;
538 }
539 v i t ++;
540 iSubband ++;
541 }




545 P t r <SpectrumValue >
546 MmWaveBeamforming : : GetChannelGainVectorOmni ( P t r < c o n s t Spect rumValue > txPsd , P t r <BeamformingParams > bfParams , do ub l e speed )
c o n s t
547 {
548 / / s t d : : c o u t << " GetChannelGainVectorOmni \ n " ;
549 NS_LOG_FUNCTION ( t h i s ) ;
550 P t r <SpectrumValue > tempPsd = Copy<Spect rumValue > ( t x P s d ) ;
551 i f ( m_fixSpeed )
552 {
553 speed = m_ueSpeed ;
554 }
555
556 boo l noSpeed = f a l s e ;
557 i f ( speed == 0)
558 {
559 noSpeed = t r u e ;
560 }
561 Time t ime = S i m u l a t o r : : Now ( ) ;
562 d oub l e t = t ime . GetSeconds ( ) ;
563
564 Values : : i t e r a t o r v i t = tempPsd−>ValuesBeg in ( ) ;
565 u i n t 1 6 _ t iSubband = 0 ;
566 w h i l e ( v i t != tempPsd−>ValuesEnd ( ) )
567 {
568 d oub l e hnorm =0;
569 s t d : : complex < double > subsbandGain ( 0 . 0 , 0 . 0 ) ;
570 i f ( (∗ v i t ) != 0 . 0 0 )
571 {
572 d oub l e f s b = m_phyMacConfig−>G e t C e n t r e F r e q u e n c y ( ) − GetSystemBandwidth ( ) / 2 + m_phyMacConfig−>GetChunkWidth ( )∗
iSubband ;
573 f o r ( u n s i g n e d r x A n t e n n a I n d e x = 0 ; r x A n t e n n a I n d e x < r x A n t e n n a S i z e A l a m o u t i ; r x A n t e n n a I n d e x ++)
574 {
575 f o r ( u n s i g n e d t x A n t e n n a I n d e x = 0 ; t x A n t e n n a I n d e x < t x A n t e n n a S i z e A l a m o u t i ; t x A n t e n n a I n d e x ++)
576 {
577 s t d : : complex < double > hsum ( 0 , 0 ) ;
578 f o r ( u n s i g n e d i n t p a t h I n d e x = 0 ; p a t h I n d e x < m_pathNum ; p a t h I n d e x ++)
579 {
580 d ou b l e sigma = bfParams−>m_channe lMat r ix . m_powerFrac t ion . a t ( p a t h I n d e x ) ;
581 d ou b l e t emp_de lay = −2∗M_PI∗ f s b∗DelaySpread [ p a t h I n d e x ] ;
582 s t d : : complex < double > d e l a y ( cos ( t emp_de lay ) , s i n ( t emp_de lay ) ) ;
583 s t d : : complex < double > d o p p l e r ;
584 i f ( noSpeed )
585 {
586 d o p p l e r = s t d : : complex < double > ( 1 , 0 ) ;
587 }
588 e l s e
589 {
590 d ou b l e f_d = speed∗m_phyMacConfig−>G e t C e n t r e F r e q u e n c y ( ) / 3 e8 ;
591 d ou b l e temp_Doppler = 2∗M_PI∗ t∗f_d∗D o p p l e r S h i f t [ p a t h I n d e x ] ;
592
593 d o p p l e r = s t d : : complex < double > ( cos ( temp_Doppler ) , s i n ( temp_Doppler ) ) ;
594 }
595
596 s t d : : complex < double > s m a l l S c a l e F a d i n g = m_smal lSca l e ? s q r t ( 2 )∗s igma∗d o p p l e r∗d e l a y : s q r t ( 2 )∗
s igma ;
597 / / subsbandGain = subsbandGain + (∗ bfParams−>m_beam ) . a t ( p a t h I n d e x )∗ s m a l l S c a l e F a d i n g ;
598
599 / / s o m a t r i o p a r a o n m e r o de p e r c u r s o s
600 / / hsum = hsum + bfParams−>m_channe lMat r ix . m _ u e S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( r x A n t e n n a I n d e x )∗
601 / / bfParams−>m_channe lMat r ix . m _ e n b S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( t x A n t e n n a I n d e x )∗
s m a l l S c a l e F a d i n g ;
602 / / s t d : : c o u t << " r x A n t e n n a S i z e A l a m o u t i =" << r x A n t e n n a S i z e A l a m o u t i << " \ n " ;
603 hsum = hsum + bfParams−>m_channe lMat r ix . m _ u e S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( t x A n t e n n a I n d e x )∗
604 bfParams−>m_channe lMat r ix . m _ e n b S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( r x A n t e n n a I n d e x )∗
s m a l l S c a l e F a d i n g ;
605 }
606 hnorm = hnorm + norm ( hsum ) ; / / soma dos q u a d r a d o s de cada e l e m e n t o da m a t r i z H, norma de F r o b e n i u s .
607 / / s t d : : cou t <<" Alamout i " ;
608 }
609 }
610 / / ∗ v i t = (∗ v i t ) ∗( norm ( subsbandGain ) ) ;
611 ∗ v i t = (∗ v i t ) ∗( hnorm ) / t x A n t e n n a S i z e A l a m o u t i ;
612 / / s t d : : cou t <<"Ganho a l a m o u t i ="<< hnorm < <"\ n"<< s t d : : e n d l ;
613 }
614 v i t ++;
615 iSubband ++;
616 }




620 P t r <SpectrumValue >
621 MmWaveBeamforming : : GetChannelGainVectorOmniDownl ink ( P t r < c o n s t Spect rumValue > txPsd , P t r <BeamformingParams > bfParams , do ub l e
speed ) c o n s t
622 {
623 / / s t d : : c o u t << " GetChannelGainVectorOmniDownl ink \ n " ;
624 NS_LOG_FUNCTION ( t h i s ) ;
625 P t r <SpectrumValue > tempPsd = Copy<Spect rumValue > ( t x P s d ) ;
626 i f ( m_fixSpeed )
627 {
628 speed = m_ueSpeed ;
629 }
630
631 boo l noSpeed = f a l s e ;
632 i f ( speed == 0)
633 {
634 noSpeed = t r u e ;
635 }
636 Time t ime = S i m u l a t o r : : Now ( ) ;
637 d oub l e t = t ime . GetSeconds ( ) ;
638
639 Values : : i t e r a t o r v i t = tempPsd−>ValuesBeg in ( ) ;
640 u i n t 1 6 _ t iSubband = 0 ;
641 w h i l e ( v i t != tempPsd−>ValuesEnd ( ) )
642 {
643 d oub l e hnorm =0;
644 s t d : : complex < double > subsbandGain ( 0 . 0 , 0 . 0 ) ;
645 i f ( (∗ v i t ) != 0 . 0 0 )
646 {
647 d oub l e f s b = m_phyMacConfig−>G e t C e n t r e F r e q u e n c y ( ) − GetSystemBandwidth ( ) / 2 + m_phyMacConfig−>GetChunkWidth ( )∗
iSubband ;
648 f o r ( u n s i g n e d r x A n t e n n a I n d e x = 0 ; r x A n t e n n a I n d e x < r x A n t e n n a S i z e A l a m o u t i ; r x A n t e n n a I n d e x ++)
649 {
650 f o r ( u n s i g n e d t x A n t e n n a I n d e x = 0 ; t x A n t e n n a I n d e x < t x A n t e n n a S i z e A l a m o u t i ; t x A n t e n n a I n d e x ++)
651 {
652 s t d : : complex < double > hsum ( 0 , 0 ) ;
653 f o r ( u n s i g n e d i n t p a t h I n d e x = 0 ; p a t h I n d e x < m_pathNum ; p a t h I n d e x ++)
654 {
655 d ou b l e sigma = bfParams−>m_channe lMat r ix . m_powerFrac t ion . a t ( p a t h I n d e x ) ;
656 d ou b l e t emp_de lay = −2∗M_PI∗ f s b∗DelaySpread [ p a t h I n d e x ] ;
657 s t d : : complex < double > d e l a y ( cos ( t emp_de lay ) , s i n ( t emp_de lay ) ) ;
658 s t d : : complex < double > d o p p l e r ;
659 i f ( noSpeed )
660 {
661 d o p p l e r = s t d : : complex < double > ( 1 , 0 ) ;
662 }
663 e l s e
664 {
665 d ou b l e f_d = speed∗m_phyMacConfig−>G e t C e n t r e F r e q u e n c y ( ) / 3 e8 ;
666 d ou b l e temp_Doppler = 2∗M_PI∗ t∗f_d∗D o p p l e r S h i f t [ p a t h I n d e x ] ;
667
668 d o p p l e r = s t d : : complex < double > ( cos ( temp_Doppler ) , s i n ( temp_Doppler ) ) ;
669 }
670
671 s t d : : complex < double > s m a l l S c a l e F a d i n g = m_smal lSca l e ? s q r t ( 2 )∗s igma∗d o p p l e r∗d e l a y : s q r t ( 2 )∗
s igma ;
672 / / subsbandGain = subsbandGain + (∗ bfParams−>m_beam ) . a t ( p a t h I n d e x )∗ s m a l l S c a l e F a d i n g ;
673
674 / / s o m a t r i o p a r a o n m e r o de p e r c u r s o s
675 / / hsum = hsum + bfParams−>m_channe lMat r ix . m _ u e S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( r x A n t e n n a I n d e x )∗
676 / / bfParams−>m_channe lMat r ix . m _ e n b S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( t x A n t e n n a I n d e x )∗
s m a l l S c a l e F a d i n g ;
677
678 hsum = hsum + bfParams−>m_channe lMat r ix . m _ u e S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( r x A n t e n n a I n d e x )∗
679 bfParams−>m_channe lMat r ix . m _ e n b S p a t i a l M a t r i x . a t ( p a t h I n d e x ) . a t ( t x A n t e n n a I n d e x )∗
s m a l l S c a l e F a d i n g ;
680 }
681 hnorm = hnorm + norm ( hsum ) ; / / soma dos q u a d r a d o s de cada e l e m e n t o da m a t r i z H, norma de F r o b e n i u s .
682 / / s t d : : cou t <<" Alamout i " ;
683 }
684 }
685 / / ∗ v i t = (∗ v i t ) ∗( norm ( subsbandGain ) ) ;
686 ∗ v i t = (∗ v i t ) ∗( hnorm ) / t x A n t e n n a S i z e A l a m o u t i ;
687 / / s t d : : cou t <<"Ganho a l a m o u t i ="<< hnorm < <"\ n"<< s t d : : e n d l ;
688 }
689 v i t ++;
690 iSubband ++;
691 }




695 P t r <SpectrumValue >
696 MmWaveBeamforming : : D oCa lcR xPo wer Spe c t r a l Den s i t y ( P t r < c o n s t Spect rumValue > txPsd ,
697 P t r < c o n s t Mobi l i tyModel > a ,
698 P t r < c o n s t Mobi l i tyModel > b ) c o n s t
699 {
700 boo l downl ink ;
701 P t r <NetDevice > enbDevice , ueDevice ;
702
703 P t r <NetDevice > t x D e v i c e = a−>GetObjec t <Node> ( )−>GetDevice ( 0 ) ;
704 P t r <NetDevice > r x D e v i c e = b−>GetObjec t <Node> ( )−>GetDevice ( 0 ) ;
705 P t r <SpectrumValue > rxPsd = Copy ( t x P s d ) ;
706 k e y _ t d l k e y = s t d : : make_pa i r ( rxDevice , t x D e v i c e ) ;
707 k e y _ t u l k e y = s t d : : make_pa i r ( txDev ice , r x D e v i c e ) ;
708
709 s t d : : map< key_t , P t r <BeamformingParams > > : : i t e r a t o r i t ;
710 i f ( m_channelMatr ixMap . f i n d ( d l k e y ) != m_channelMatrixMap . end ( ) )
711 {
712 / / t h i s i s downl ink c a s e
713 downl ink = t r u e ;
714 enbDevice = t x D e v i c e ;
715 ueDevice = r x D e v i c e ;
716 i t = m_channelMatr ixMap . f i n d ( d l k e y ) ;
717 }
718 e l s e i f ( m_channelMatr ixMap . f i n d ( u l k e y ) != m_channelMatrixMap . end ( ) )
719 {
720 / / t h i s i s u p l i n k c a s e
721 downl ink = f a l s e ;
722 ueDevice = t x D e v i c e ;
723 enbDevice = r x D e v i c e ;
724 i t = m_channelMatr ixMap . f i n d ( u l k e y ) ;
725 }
726 e l s e
727 {
728 / / enb t o enb or ue t o ue t r a n s m i s s i o n , s e t t o 0 . Do no c o n s i d e r such s c e n a r i o s .
729 r e t u r n 0 ;
730 }
731
732 P t r <BeamformingParams > bfParams = i t−>second ;
733
734 P t r <MmWaveUeNetDevice> UeDev =
735 DynamicCast <MmWaveUeNetDevice> ( ueDevice ) ;
736 P t r <MmWaveUePhy> uePhy = UeDev−>GetPhy ( ) ;
737 P t r <MmWaveEnbNetDevice> EnbDev =
738 DynamicCast <MmWaveEnbNetDevice> ( enbDevice ) ;
739 P t r <AntennaArrayModel > ueAntennaArray = DynamicCast <AntennaArrayModel > (
740 UeDev−>GetPhy ( )−>GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
741 P t r <AntennaArrayModel > enbAntennaArray = DynamicCast <AntennaArrayModel > (
742 EnbDev−>GetPhy ( )−>GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
743
744 i f ( enbAntennaArray−>IsOmniTx ( ) )
745 {
746 / / r e t u r n rxPsd ; / / zml do n o t a p p l y f a d i n g t o omi
747
748 / / s t d : : cou t <<" e n t r e i Omni " ;
749 c o m p l e x V e c t o r _ t vec ;
750 f o r ( u n s i g n e d i n t i =0 ; i <m_pathNum ; i ++)
751 {
752 vec . push_back ( s t d : : complex < double > ( 1 , 0 ) ) ;
753 }
754 (∗ bfParams−>m_beam ) = vec ;
755 / / bfParams−>m_beam = GetLongTermFadingOmni ( bfParams ) ; / / Ganho ALAMOUTI
756 }
757 e l s e
758 {
759 c o m p l e x V e c t o r _ t ueW = ueAntennaArray−>GetBeamformingVector ( ) ;
760 c o m p l e x V e c t o r _ t enbW = enbAntennaArray−>GetBeamformingVector ( ) ;
761
762 i f ( ! ueW . empty ( ) && ! enbW . empty ( ) )
763 {
764 bfParams−>m_ueW = ueW ;
765 bfParams−>m_enbW = enbW ;
766 bfParams−>m_beam = GetLongTermFading ( bfParams ) ;
767 }
768 e l s e i f (ueW . empty ( ) )
769 {
770 NS_LOG_ERROR ( "UE beamforming v e c t o r i s n o t c o n f i g u r e d , make s u r e t h i s UE i s r e g i s t e r e d t o ENB" ) ;
771 ∗ rxPsd = (∗ rxPsd ) ∗0;
772 r e t u r n rxPsd ;
773 }
774 e l s e i f ( enbW . empty ( ) )
775 {
69
776 NS_LOG_ERROR ( "ENB beamforming v e c t o r i s n o t c o n f i g u r e d , make s u r e UE i s r e g i s t e r e d t o t h i s ENB" ) ;
777 ∗ rxPsd = (∗ rxPsd ) ∗0;




782 V ec t o r rxSpeed = b−>G e t V e l o c i t y ( ) ;
783 V ec t o r txSpeed = a−>G e t V e l o c i t y ( ) ;
784 d oub l e r e l a t i v e S p e e d = ( rxSpeed . x−t xSpeed . x )
785 +( rxSpeed . y−t xSpeed . y ) +( rxSpeed . z−t xSpeed . z ) ;
786
787 / / s e f o r O m n i d i r e c i o n a l , c a l c u l a o bfPsd com o u t r a f u n o
788 i f ( enbAntennaArray−>IsOmniTx ( ) )
789 {
790 / / s t d : : cou t <<"Omni Alamout i \ n " ;
791
792 i f ( downl ink )
793 {
794 / / s t d : : c o u t << "DOWNLINK \ n " ;
795 P t r <SpectrumValue > bfPsd = GetChannelGainVectorOmniDownl ink ( rxPsd , bfParams , r e l a t i v e S p e e d ) ;
796 / / s t d : : c o u t << " r x A n t e n n a S i z e A l a m o u t i =" << r x A n t e n n a S i z e A l a m o u t i << " \ n " ;
797 r e t u r n bfPsd ;
798 }
799 e l s e
800 {
801 / / s t d : : c o u t << "UPLINK \ n " ;
802
803
804 P t r <SpectrumValue > bfPsd = GetChannelGainVectorOmni ( rxPsd , bfParams , r e l a t i v e S p e e d ) ;
805 / / s t d : : c o u t << " r x A n t e n n a S i z e A l a m o u t i =" << r x A n t e n n a S i z e A l a m o u t i << " \ n " ;
806 r e t u r n bfPsd ;
807 }
808 / / s t d : : c o u t << " GetChannelGainVectorOmni " ;
809 / / NS_LOG_DEBUG ((∗ bfPsd ) / (∗ rxPsd ) ) ;
810 / / Spec t rumValue bfGa in = (∗ bfPsd ) / (∗ rxPsd ) ;
811 / / i n t nbands = bfGa in . GetSpectrumModel ( )−>GetNumBands ( ) ;
812 / / s t d : : cou t < <"\ t Gain Alamout i = \ t " << Sum ( bfGa in ) / nbands << " \ n " ;
813 /∗ i f ( downl ink )
814 {
815 NS_LOG_DEBUG ( "DL Alamout i \ t RNTI : \ t " << uePhy−>G e t R n t i ( ) << " \ t Gain \ t " << Sum ( bfGain ) / nbands << " \ t RX PSD \ t
" << Sum(∗ bfPsd ) / nbands ) ; / / p r i n t avg bf g a i n
816 }
817 e l s e
818 {
819 / / s t d : : cou t << "UPLINK " ;
820 NS_LOG_DEBUG ( "UL Alamout i \ t RNTI : \ t " << uePhy−>G e t R n t i ( ) << " \ t Gain \ t " << Sum ( bfGain ) / nbands << " \ t RX PSD \ t






826 e l s e
827 {
828 / / s t d : : cou t <<" Beamforming \ n " ;
829 P t r <SpectrumValue > bfPsd = GetChanne lGa inVec to r ( rxPsd , bfParams , r e l a t i v e S p e e d ) ;
830 / / NS_LOG_DEBUG ((∗ bfPsd ) / (∗ rxPsd ) ) ;
831 Spec t rumValue bfGa in = (∗ bfPsd ) / (∗ rxPsd ) ;
832 i n t nbands = bfGa in . GetSpectrumModel ( )−>GetNumBands ( ) ;
833 / / s t d : : cou t < <"\ t Gain Beamforming= \ t " << Sum ( bfGa in ) / nbands << " \ n " ;
834 i f ( downl ink )
835 {
836 NS_LOG_DEBUG ( "DL BF \ t RNTI : \ t " << uePhy−>G e t R n t i ( ) << " \ t Gain \ t " << Sum ( bfGain ) / nbands << " \ t RX PSD \ t "
<< Sum(∗ bfPsd ) / nbands ) ; / / p r i n t avg bf g a i n
837 }
838 e l s e
839 {
840 / / s t d : : cou t << "UPLINK " ;
841 NS_LOG_DEBUG ( "UL BF \ t RNTI : \ t " << uePhy−>G e t R n t i ( ) << " \ t Gain \ t " << Sum ( bfGain ) / nbands << " \ t RX PSD \ t "
<< Sum(∗ bfPsd ) / nbands ) ;
842 }
843





849 / / Spec t rumValue bfGa in = (∗ bfPsd ) / (∗ rxPsd ) ;
850 /∗ i n t nbands = bfGa in . GetSpectrumModel ( )−>GetNumBands ( ) ;
851
852 i f ( downl ink )
70
853 {
854 NS_LOG_DEBUG ("∗∗∗∗∗∗ DL BF g a i n ( RNTI " << uePhy−>G e t R n t i ( ) << " ) == " << Sum ( bfGain ) / nbands << " RX PSD " << Sum
(∗ rxPsd ) / nbands ) ; / / p r i n t avg b f g a i n
855 }
856 e l s e
857 {
858 NS_LOG_DEBUG ("∗∗∗∗∗∗ UL BF g a i n ( RNTI " << uePhy−>G e t R n t i ( ) << " ) == " << Sum ( bfGain ) / nbands << " RX PSD " << Sum
(∗ rxPsd ) / nbands ) ;
859 }∗ /
860 / / r e t u r n bfPsd ;
861 }
862
863 d oub l e
864 MmWaveBeamforming : : GetSystemBandwidth ( ) c o n s t
865 {
866 d oub l e bw = 0 . 0 0 ;
867 bw = m_phyMacConfig−>GetChunkWidth ( ) ∗ m_phyMacConfig−>GetNumChunkPerRb ( ) ∗ m_phyMacConfig−>GetNumRb ( ) ;
868 r e t u r n bw ;
869 }
870 vo id
871 MmWaveBeamforming : : U p d a t e M a t r i c e s ( boo l u p d a t e )
872 {
873 m_update = u p d a t e ;
874 }
875





4 ∗ mmWave−beamforming . h
5 ∗
6 ∗ C r e a t e d on : 2014 1125
7 ∗ Author : meng le i
8 ∗ /
9
10 # i f n d e f MMWAVE_BEAMFORMING_H_
11 # d e f i n e MMWAVE_BEAMFORMING_H_
12
13 # i n c l u d e " ns3 / o b j e c t . h "
14 # i n c l u d e <ns3 / spec t rum−v a l u e . h>
15 # i n c l u d e < s t r i n g . h>
16 # i n c l u d e " ns3 / u i n t e g e r . h "
17 # i n c l u d e <complex >
18 # i n c l u d e <ns3 / n s t i m e . h>
19 # i n c l u d e <ns3 / s imple−r e f−c o u n t . h>
20 # i n c l u d e <ns3 / p t r . h>
21 # i n c l u d e <ns3 / ne t−dev i ce−c o n t a i n e r . h>
22 # i n c l u d e <map>
23 # i n c l u d e <ns3 / spec t rum−s i g n a l−p a r a m e t e r s . h>
24 # i n c l u d e <ns3 / m o b i l i t y−model . h>
25 # i n c l u d e <ns3 / spec t rum−p r o p a g a t i o n−l o s s−model . h>
26 # i n c l u d e <ns3 / mmwave−phy−mac−common . h>




31 namespace ns3 {
32
33 t y p e d e f s t d : : v e c t o r < double > d o u b l e V e c t o r _ t ;
34 t y p e d e f s t d : : v e c t o r < d o u b l e V e c t o r _ t > d o u b l e 2 D V e c t o r _ t ;
35
36 t y p e d e f s t d : : v e c t o r < s t d : : complex < double > > c o m p l e x V e c t o r _ t ;
37 t y p e d e f s t d : : v e c t o r < complexVec to r_ t > complex2DVector_ t ;
38 t y p e d e f s t d : : v e c t o r <complex2DVector_t > complex3DVector_ t ;
39 t y p e d e f s t d : : v e c t o r < u i n t 3 2 _ t > a l l o c a t e d U e I m s i V e c t o r _ t ;
40 t y p e d e f s t d : : p a i r < P t r <NetDevice > , P t r <NetDevice > > k e y _ t ;
41
42 /∗∗
43 ∗ \ s t o r e S p a t i a l S i g n a t u r e and s m a l l s c a l e f a d i n g m a t r i c e s
44 ∗ /
45 s t r u c t c h a n n e l M a t r i x : p u b l i c SimpleRefCount < c h a n n e l M a t r i x >
46 {
47 complex2DVector_ t m _ e n b S p a t i a l M a t r i x ; / / enb s i d e s p a t i a l m a t r i x
48 complex2DVector_ t m _ u e S p a t i a l M a t r i x ; / / ue s i d e s p a t i a l m a t r i x
71
49 d o u b l e V e c t o r _ t m_powerFrac t ion ; / / s t o r e power f r a c t i o n v e c t o r o f 20 p a t h s
50 } ;
51 /∗∗
52 ∗ \ s t o r e beamforming v e c t o r s t o c a l c u l a t e beamforming g a i n and f a d i n g
53 ∗ /
54 s t r u c t BeamformingParams : p u b l i c SimpleRefCount <BeamformingParams >
55 {
56 c o m p l e x V e c t o r _ t m_enbW ; / / enb beamforming v e c t o r
57 c o m p l e x V e c t o r _ t m_ueW ; / / ue beamforming v e c t o r
58 c h a n n e l M a t r i x m_channe lMat r ix ;




63 ∗ \ i n g r o u p mmWave
64 ∗ \ MmWaveBeamforming models t h e beamforming g a i n and f a d i n g d i s t o r t i o n i n f r e q u e n c y and t ime f o r t h e mmWave c h a n n e l
65 ∗ /
66 c l a s s MmWaveBeamforming : p u b l i c Sp ec t rum Pro pag a t i onLo ssM ode l
67 {
68 p u b l i c :
69 /∗∗
70 ∗ \ b r e i f S e t t h e pathNum and l o a d f i l e s t h a t s t o r e beamforming v e c t o r
71 ∗ \ param enbAntenna a n t e n n a number o f enb
72 ∗ \ param ueAntenna a n t e n n a number o f ue
73 ∗ /
74 MmWaveBeamforming ( u i n t 3 2 _ t enbAntenna , u i n t 3 2 _ t ueAntenna ) ;
75 v i r t u a l ~MmWaveBeamforming ( ) ;
76
77 s t a t i c TypeId GetTypeId ( vo id ) ;
78 vo id DoDispose ( ) ;
79 vo id S e t C o f i g u r a t i o n P a r a m e t e r s ( P t r <MmWavePhyMacCommon> p t r C o n f i g ) ;
80 P t r <MmWavePhyMacCommon> G e t C o n f i g u r a t i o n P a r a m e t e r s ( vo id ) c o n s t ;
81
82 vo id L o a d F i l e ( ) ;
83 /∗∗
84 ∗ \ b r e i f S e t t h e c h a n n e l m a t r i x f o r each l i n k
85 ∗ \ param ueDev ice s a p o i n t e r t o ueNetDevice c o n t a i n e r
86 ∗ \ param enbDev ices a p o i n t e r t o enbNetDevice c o n t a i n e r
87 ∗ /
88 vo id I n i t i a l ( N e t D e v i c e C o n t a i n e r ueDevices , N e t D e v i c e C o n t a i n e r enbDev ices ) ;
89
90 vo id U p d a t e M a t r i c e s ( boo l u p d a t e ) ;
91
92 p r i v a t e :
93 /∗∗
94 ∗ \ b r e i f Get complex number from a s t r i n g
95 ∗ \ param s t rCmplx a s t r i n g s t o r e complex bumber i . e . 3+2 i ,
96 ∗ \ r e t u r n a complex number o f t h e s t r i n g
97 ∗ /
98 s t d : : complex < double > ParseComplex ( s t d : : s t r i n g s t rCmplx ) ;
99 /∗∗
100 ∗ \ b r e i f Load f i l e which s t o r e s m a l l s c a l e f a d i n g sigma v e c t o r
101 ∗ /
102 vo id L o a d S m a l l S c a l e F a d i n g ( ) ;
103 /∗∗
104 ∗ \ b r e i f Load f i l e which s t o r e a n t e n n a w e i g h t s f o r enb
105 ∗ /
106 vo id LoadEnbAntenna ( ) ;
107 /∗∗
108 ∗ \ b r e i f Load f i l e which s t o r e a n t e n n a w e i g h t s f o r ue
109 ∗ /
110 vo id LoadUeAntenna ( ) ;
111 /∗∗
112 ∗ \ b r e i f Load f i l e which s t o r e s p a t i a l s i g n a t u r e m a t r i x f o r enb
113 ∗ /
114 vo id L o a d E n b S p a t i a l S i g n a t u r e ( ) ;
115 /∗∗
116 ∗ \ b r e i f Load f i l e which s t o r e s p a t i a l s i g n a t u r e m a t r i x f o r ue
117 ∗ /
118 vo id L o a d U e S p a t i a l S i g n a t u r e ( ) ;
119 /∗∗
120 ∗ \ b r e i f C a l c u l a t e beamforming g a i n and f a d i n g d i s t o r t i o n i n f r e q u e n c y and t ime
121 ∗ \ param t x P s d s e t o f v a l u e s vs f r e q u e n c y r e p r e s e n t i n g t h e
122 ∗ t r a n s m i s s i o n power . See Spec t rumChanne l f o r d e t a i l s .
123 ∗ \ param a s e n d e r m o b i l i t y
124 ∗ \ param b r e c e i v e r m o b i l i t y
125 ∗ \ r e t u r n s e t o f v a l u e s vs f r e q u e n c y r e p r e s e n t i n g t h e r e c e i v e d
126 ∗ power i n t h e same u n i t s used f o r t h e t x P s d p a r a m e t e r .
127 ∗ /
128 P t r <SpectrumValue > D oCa lcR xPo wer Spe c t r a l Den s i t y ( P t r < c o n s t Spect rumValue > txPsd ,
129 P t r < c o n s t Mobi l i tyModel > a ,
72
130 P t r < c o n s t Mobi l i tyModel > b ) c o n s t ;
131 /∗∗
132 ∗ \ b r e i f S e t t h e beamforming v e c t o r o f c o n n e c t e d enbs and ues
133 ∗ \ param ueDevice a p o i n t e r t o ueNetDevice
134 ∗ \ param enbDevice a p o i n t e r t o enbNetDevice
135 ∗ /
136 vo id Se tBeamformingVec tor ( P t r <NetDevice > ueDevice , P t r <NetDevice > enbDevice ) ;
137 /∗∗
138 ∗ \ b r e i f S t o r e t h e c h a n n e l m a t r i x t o channe lMat r ixMap
139 ∗ \ param ueDevice a p o i n t e r t o ueNetDevice
140 ∗ \ param enbDevice a p o i n t e r t o enbNetDevice
141 ∗ /
142 vo id S e t C h a n n e l M a t r i x ( P t r <NetDevice > ueDevice , P t r <NetDevice > enbDevice ) ;
143 /∗∗
144 ∗ \ b r e i f C a l c u l a t e t h e sys tem bandwid th u s i n g
145 ∗ t h e u s e r d e f i n e d p a r a m e t e r s
146 ∗ \ r e t u r n v a l u e o f t h e sys tem abndwi th
147 ∗ /
148 d oub l e GetSystemBandwidth ( ) c o n s t ;
149 /∗∗
150 ∗ \ b r e i f C a l c u l a t e long te rm f a d i n g
151 ∗ \ param b f P a r a s a p o i n t e r t o beamforming v e c t o r s
152 ∗ \ r e t u r n complex v e c t o r o f g a i n
153 ∗ /
154 c o m p l e x V e c t o r _ t∗ GetLongTermFading ( P t r <BeamformingParams > bfParams ) c o n s t ;
155 c o m p l e x V e c t o r _ t∗ GetLongTermFadingOmni ( P t r <BeamformingParams > bfParams ) c o n s t ;
156 /∗∗
157 ∗ \ b r e i f c a l c u l a t e power s p e c t r u m d e n s i t y c o n s i d e r i n g beamformign and f a d i n g
158 ∗ \ param b f P a r a s a p o i n t e r t o beamforming v e c t o r s
159 ∗ \ param Psd s e t o f v a l u e s vs f r e q u e n c y r e p r e s e n t i n g t h e
160 ∗ t r a n s m i s s i o n power . See Spec t rumChanne l f o r d e t a i l s
161 ∗ \ param speed a d ou b l e v a l u e t o r e l a t i v e speed o f t x and rx
162 ∗ \ r e t u r n c s e t o f v a l u e s vs f r e q u e n c y r e p r e s e n t i n g t h e r e c e i v e d
163 ∗ power i n t h e same u n i t s used f o r t h e t x P s d p a r a m e t e r .
164 ∗ /
165 P t r <SpectrumValue > Ge tChanne lGa inVec to r ( P t r < c o n s t Spect rumValue > txPsd , P t r <BeamformingParams > bfParams , do ub l e speed )
c o n s t ;
166 P t r <SpectrumValue > GetChannelGainVectorOmni ( P t r < c o n s t Spect rumValue > txPsd , P t r <BeamformingParams > bfParams , do ub l e
speed ) c o n s t ;
167 P t r <SpectrumValue > GetChannelGainVectorOmniDownl ink ( P t r < c o n s t Spect rumValue > txPsd , P t r <BeamformingParams > bfParams ,
do ub l e speed ) c o n s t ;
168 /∗∗
169 ∗ \ a map t o s t o r e c h a n n e l m a t r i x
170 ∗ key p a i r <NetDevice , NetDevice > a p a i r o f p o i n t e r t o NetDevice p r e s e n t enb and ue f o r downl ink
171 ∗ /
172 mutab le s t d : : map< key_t , P t r <BeamformingParams > > m_channelMatrixMap ;
173
174 u i n t 3 2 _ t m_pathNum ;
175 u i n t 3 2 _ t m_enbAntennaSize ;
176 u i n t 3 2 _ t m_ueAntennaSize ;
177 / / d oub l e m_subbandWidth ;
178 / / d oub l e m _c en t r e F r eq uen cy ;
179 / / u i n t 3 2 _ t m_numResourceBlocks ;
180 / / u i n t 3 2 _ t m_numSubbbandPerRB ;
181
182 p r i v a t e :
183 P t r <MmWavePhyMacCommon> m_phyMacConfig ;
184 Time m_longTermUpdatePer iod ;
185 boo l m_sma l lSca l e ;
186 boo l m_fixSpeed ; / / used f o r SINR sweep t e s t
187 d oub l e m_ueSpeed ;
188 boo l m_update ;
189 P t r <UniformRandomVariable > m_uniformRV ;
190
191 / / P t r < Exponen t i a lRandomVar i ab l e > m_nextLongTermUpdate ; / / n e x t u p d a t e o f long te rm s t a t i s t i c s i n m i c r o s e c o n d s
192 } ;
193
194 } / / namespace ns3
195
196




3 ∗ mmwave−enb−phy . cc
73
4 ∗
5 ∗ C r e a t e d on : Nov 5 , 2014
6 ∗ Author : s o u r j y a
7 ∗ /
8
9 # i n c l u d e <ns3 / o b j e c t−f a c t o r y . h>
10 # i n c l u d e <ns3 / l o g . h>
11 # i n c l u d e < c f l o a t >
12 # i n c l u d e <cmath >
13 # i n c l u d e <ns3 / s i m u l a t o r . h>
14 # i n c l u d e <ns3 / a t t r i b u t e−a c c e s s o r−h e l p e r . h>
15 # i n c l u d e <ns3 / d oub l e . h>
16
17 # i n c l u d e "mmwave−enb−phy . h "
18 # i n c l u d e "mmwave−ue−phy . h "
19 # i n c l u d e "mmwave−ne t−d e v i c e . h "
20 # i n c l u d e "mmwave−ue−ne t−d e v i c e . h "
21 # i n c l u d e "mmwave−spec t rum−va lue−h e l p e r . h "
22 # i n c l u d e "mmwave−r a d i o−b e a r e r−t a g . h "
23
24 # i n c l u d e <ns3 / node−l i s t . h>
25 # i n c l u d e <ns3 / node . h>
26 # i n c l u d e <ns3 / p o i n t e r . h>
27
28 namespace ns3 {
29
30 NS_LOG_COMPONENT_DEFINE ( "MmWaveEnbPhy" ) ;
31
32 NS_OBJECT_ENSURE_REGISTERED ( MmWaveEnbPhy ) ;
33
34 MmWaveEnbPhy : : MmWaveEnbPhy ( )
35 {
36 NS_LOG_FUNCTION ( t h i s ) ;
37 NS_FATAL_ERROR ( " Th i s c o n s t r u c t o r s h o u l d n o t be c a l l e d " ) ;
38 }
39
40 MmWaveEnbPhy : : MmWaveEnbPhy ( P t r <MmWaveSpectrumPhy> dlPhy , P t r <MmWaveSpectrumPhy> ulPhy )
41 : MmWavePhy ( dlPhy , u lPhy ) ,
42 m_prevS lo t ( 0 ) ,
43 m _ p r e v S l o t D i r ( S l o t A l l o c I n f o : : NA) ,
44 m_cur rSymSta r t ( 0 )
45 {
46 m_enbCphySapProvider = new MemberLteEnbCphySapProvider <MmWaveEnbPhy> ( t h i s ) ;
47 S i m u l a t o r : : ScheduleNow (&MmWaveEnbPhy : : S ta r tSubFrame , t h i s ) ;
48 }
49






56 MmWaveEnbPhy : : GetTypeId ( vo id )
57 {
58 s t a t i c TypeId t i d = TypeId ( " ns3 : : MmWaveEnbPhy" )
59 . S e t P a r e n t <MmWavePhy> ( )
60 . AddCons t ruc to r <MmWaveEnbPhy> ( )
61 . A d d A t t r i b u t e ( " TxPower " ,
62 " T r a n s m i s s i o n power i n dBm" ,
63 DoubleValue ( 3 0 . 0 ) ,
64 MakeDoubleAccessor (&MmWaveEnbPhy : : SetTxPower ,
65 &MmWaveEnbPhy : : GetTxPower ) ,
66 MakeDoubleChecker < double > ( ) )
67 . A d d A t t r i b u t e ( " N o i s e F i g u r e " ,
68 " Loss ( dB ) i n t h e S i g n a l−to−Noise−R a t i o due t o non−i d e a l i t i e s i n t h e r e c e i v e r . "
69 " Accord ing t o Wik iped i a ( h t t p : / / en . w i k i p e d i a . o rg / w ik i / N o i s e _ f i g u r e ) , t h i s i s "
70 " \ " t h e d i f f e r e n c e i n d e c i b e l s ( dB ) between "
71 " t h e n o i s e o u t p u t o f t h e a c t u a l r e c e i v e r t o t h e n o i s e o u t p u t o f an "
72 " i d e a l r e c e i v e r w i th t h e same o v e r a l l g a i n and bandwid th when t h e r e c e i v e r s "
73 " a r e c o n n e c t e d t o s o u r c e s a t t h e s t a n d a r d n o i s e t e m p e r a t u r e T0 . \ " "
74 " In t h i s model , we c o n s i d e r T0 = 290K. " ,
75 DoubleValue ( 5 . 0 ) ,
76 MakeDoubleAccessor (&MmWavePhy : : S e t N o i s e F i g u r e ,
77 &MmWavePhy : : G e t N o i s e F i g u r e ) ,
78 MakeDoubleChecker < double > ( ) )
79 . A d d A t t r i b u t e ( " DlSpectrumPhy " ,
80 " The downl ink MmWaveSpectrumPhy a s s o c i a t e d t o t h i s MmWavePhy" ,
81 TypeId : : ATTR_GET,
82 P o i n t e r V a l u e ( ) ,
83 M a k e P o i n t e r A c c e s s o r (&MmWaveEnbPhy : : GetDlSpectrumPhy ) ,
84 MakePo in t e rChecke r <MmWaveSpectrumPhy> ( ) )
74
85 . A d d A t t r i b u t e ( " UlSpectrumPhy " ,
86 " The u p l i n k MmWaveSpectrumPhy a s s o c i a t e d t o t h i s MmWavePhy" ,
87 TypeId : : ATTR_GET,
88 P o i n t e r V a l u e ( ) ,
89 M a k e P o i n t e r A c c e s s o r (&MmWaveEnbPhy : : GetUlSpectrumPhy ) ,
90 MakePo in t e rChecke r <MmWaveSpectrumPhy> ( ) )
91 . AddTraceSource ( " U l S i n r T r a c e " ,
92 "UL SINR s t a t i s t i c s . " ,
93 MakeTraceSourceAccessor (&MmWaveEnbPhy : : m _ u l S i n r T r a c e ) ,
94 " ns3 : : U l S i n r : : T r a c e d C a l l b a c k " )
95
96 ;





102 MmWaveEnbPhy : : D o I n i t i a l i z e ( vo id )
103 {
104 NS_LOG_FUNCTION ( t h i s ) ;
105 P t r <SpectrumValue > n o i s e P s d = MmWaveSpectrumValueHelper : : C r e a t e N o i s e P o w e r S p e c t r a l D e n s i t y ( m_phyMacConfig , m _ n o i s e F i g u r e )
;
106 m_downlinkSpectrumPhy−>S e t N o i s e P o w e r S p e c t r a l D e n s i t y ( n o i s e P s d ) ;
107 / / m_numRbg = m_phyMacConfig−>GetNumRb ( ) / m_phyMacConfig−>GetNumRbPerRbg ( ) ;
108 / / m _ c t r l P e r i o d = NanoSeconds (1000 ∗ m_phyMacConfig−>G e t C t r l S y m b o l s ( ) ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ) ;
109 / / m _ d a t a P e r i o d = NanoSeconds (1000 ∗ ( m_phyMacConfig−>GetSymbPerSlo t ( ) − m_phyMacConfig−>G e t C t r l S y m b o l s ( ) ) ∗
m_phyMacConfig−>GetSymbolPer iod ( ) ) ;
110
111 f o r ( u n s i g n e d i = 0 ; i < m_phyMacConfig−>Ge tL1L2Ct r lLa t ency ( ) ; i ++)
112 { / / push e l e m e n t s on to queue f o r i n i t i a l s c h e d u l i n g d e l a y
113 m_contro lMessageQueue . push_back ( s t d : : l i s t < P t r <MmWaveControlMessage > > ( ) ) ;
114 }
115 / / m _ s f A l l o c I n f o U p d a t e d = t r u e ;
116
117 f o r ( u n s i g n e d i = 0 ; i < m_phyMacConfig−>GetTotalNumChunk ( ) ; i ++)
118 {
119 m_channelChunks . push_back ( i ) ;
120 }
121 Se tSubChanne l s ( m_channelChunks ) ;
122
123 m _ s f P e r i o d = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>Ge t Su b f r am ePe r i od ( ) ) ;
124
125 f o r ( u n s i g n e d i = 0 ; i < m_phyMacConfig−>GetSubf ramesPerFrame ( ) ; i ++)
126 {
127 m _ s f A l l o c I n f o . push_back ( S f A l l o c I n f o ( S fnSf ( m_frameNum , i , 0 ) ) ) ;
128 S l o t A l l o c I n f o d l C t r l S l o t ;
129 d l C t r l S l o t . m_s lo tType = S l o t A l l o c I n f o : : CTRL ;
130 d l C t r l S l o t . m_numCtrlSym = 1 ;
131 d l C t r l S l o t . m_tddMode = S l o t A l l o c I n f o : : DL;
132 d l C t r l S l o t . m_dci . m_numSym = 1 ;
133 d l C t r l S l o t . m_dci . m_symStar t = 0 ;
134 S l o t A l l o c I n f o u l C t r l S l o t ;
135 u l C t r l S l o t . m_s lo tType = S l o t A l l o c I n f o : : CTRL ;
136 u l C t r l S l o t . m_numCtrlSym = 1 ;
137 u l C t r l S l o t . m_tddMode = S l o t A l l o c I n f o : : UL;
138 u l C t r l S l o t . m _ s l o t I d x = 0xFF ;
139 u l C t r l S l o t . m_dci . m_numSym = 1 ;
140 u l C t r l S l o t . m_dci . m_symStar t = m_phyMacConfig−>GetSymbolsPerSubframe ( )−1;
141 m _ s f A l l o c I n f o [ i ] . m _ s l o t A l l o c I n f o . push_back ( d l C t r l S l o t ) ;
142 m _ s f A l l o c I n f o [ i ] . m _ s l o t A l l o c I n f o . push_back ( u l C t r l S l o t ) ;
143 }
144
145 MmWavePhy : : D o I n i t i a l i z e ( ) ;
146 }
147 vo id






154 MmWaveEnbPhy : : SetmmWaveEnbCphySapUser ( LteEnbCphySapUser∗ s )
155 {
156 NS_LOG_FUNCTION ( t h i s ) ;




161 MmWaveEnbPhy : : GetmmWaveEnbCphySapProvider ( )
162 {
163 NS_LOG_FUNCTION ( t h i s ) ;
75




168 MmWaveEnbPhy : : SetTxPower ( d ou b l e pow )
169 {
170 m_txPower = pow ;
171 }
172 d oub l e
173 MmWaveEnbPhy : : GetTxPower ( ) c o n s t
174 {




179 MmWaveEnbPhy : : S e t N o i s e F i g u r e ( d ou b l e n f )
180 {
181 m _ n o i s e F i g u r e = nf ;
182 }
183 d oub l e
184 MmWaveEnbPhy : : G e t N o i s e F i g u r e ( ) c o n s t
185 {









195 P t r <SpectrumValue >
196 MmWaveEnbPhy : : C r e a t e T x P o w e r S p e c t r a l D e n s i t y ( )
197 {
198 P t r <SpectrumValue > psd =
199 MmWaveSpectrumValueHelper : : C r e a t e T x P o w e r S p e c t r a l D e n s i t y ( m_phyMacConfig , m_txPower , m _ l i s t O f S u b c h a n n e l s ) ;










210 MmWaveEnbPhy : : Se tSubChanne l s ( s t d : : v e c t o r < i n t > mask )
211 {
212 m _ l i s t O f S u b c h a n n e l s = mask ;
213 P t r <SpectrumValue > t x P s d = C r e a t e T x P o w e r S p e c t r a l D e n s i t y ( ) ;
214 NS_ASSERT ( t x P s d ) ;
215 / / s t d : : c o u t << "eNB t r a n s m i t i n d o \ n " ;
216 m_downlinkSpectrumPhy−>S e t T x P o w e r S p e c t r a l D e n s i t y ( t x P s d ) ;
217 }
218
219 P t r <MmWaveSpectrumPhy>
220 MmWaveEnbPhy : : GetDlSpectrumPhy ( ) c o n s t
221 {
222 r e t u r n m_downlinkSpectrumPhy ;
223 }
224
225 P t r <MmWaveSpectrumPhy>
226 MmWaveEnbPhy : : GetUlSpectrumPhy ( ) c o n s t
227 {




232 MmWaveEnbPhy : : S t a r t S u b F r a m e ( vo id )
233 {
234 / / s t d : : cou t << "MmWaveEnbPhy : : S t a r t S u b F r a m e \ n " ;
235 NS_LOG_FUNCTION ( t h i s ) ;
236
237 m _ l a s t S f S t a r t = S i m u l a t o r : : Now ( ) ;
238
239 m _ c u r r S f A l l o c I n f o = m _ s f A l l o c I n f o [ m_sfNum ] ;
240 / / m_currSfNumSlots = m _ c u r r S f A l l o c I n f o . m _ d l S l o t A l l o c I n f o . s i z e ( ) + m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o . s i z e ( ) ;
241 m_currSfNumSlots = m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . s i z e ( ) ;
242
243 NS_ASSERT ( ( m _ c u r r S f A l l o c I n f o . m_sfnSf . m_frameNum == m_frameNum ) &&
244 ( m _ c u r r S f A l l o c I n f o . m_sfnSf . m_sfNum == m_sfNum ) ) ;
76
245
246 i f ( m_sfNum == 0) / / send MIB a t t h e b e g i n n i n g o f each f rame
247 {
248 LteRrcSap : : M a s t e r I n f o r m a t i o n B l o c k mib ;
249 mib . d lBandwid th = ( u i n t 8 _ t ) 4 ;
250 mib . systemFrameNumber = 1 ;
251 P t r <MmWaveMibMessage> mibMsg = Crea t e <MmWaveMibMessage> ( ) ;
252 mibMsg−>SetMib ( mib ) ;
253 i f ( m_contro lMessageQueue . empty ( ) )
254 {
255 s t d : : l i s t < P t r <MmWaveControlMessage > > l ;
256 m_contro lMessageQueue . push_back ( l ) ;
257 }
258 m_contro lMessageQueue . a t ( 0 ) . push_back ( mibMsg ) ;
259 }
260 e l s e i f ( m_sfNum == 5) / / send SIB a t b e g i n n i n g o f second h a l f−f rame
261 {
262 P t r <MmWaveSib1Message> msg = Crea t e <MmWaveSib1Message> ( ) ;
263 msg−>S e t S i b 1 ( m_sib1 ) ;
264 m_contro lMessageQueue . a t ( 0 ) . push_back ( msg ) ;
265 }
266




271 MmWaveEnbPhy : : S t a r t S l o t ( vo id )
272 {
273 / / assume t h e c o n t r o l s i g n a l i s omi
274 / / s t d : : c o u t << "MmWaveEnbPhy : : S t a r t S l o t \ n " ;
275 P t r <AntennaArrayModel > a n t e n n a A r r a y = DynamicCast <AntennaArrayModel > ( GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
276 a n t e nn aA r r a y−>ChangeToOmniTx ( ) ;
277
278 NS_LOG_FUNCTION ( t h i s ) ;
279
280 S l o t A l l o c I n f o c u r r S l o t ;
281
282 /∗ u i n t 8 _ t s l o t I n d = 0 ;
283 i f ( m_slotNum >= m _ c u r r S f A l l o c I n f o . m _ d l S l o t A l l o c I n f o . s i z e ( ) )
284 {
285 i f ( m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o . s i z e ( ) > 0 )
286 {
287 s l o t I n d = m_slotNum − m _ c u r r S f A l l o c I n f o . m _ d l S l o t A l l o c I n f o . s i z e ( ) ;
288 c u r r S l o t = m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o [ s l o t I n d ] ;
289 m_cur rSymSta r t = c u r r S l o t . m_dci . m_symStar t ;
290 }
291 }
292 e l s e
293 {
294 i f ( m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o . s i z e ( ) > 0 )
295 {
296 s l o t I n d = m_slotNum ;
297 c u r r S l o t = m _ c u r r S f A l l o c I n f o . m _ d l S l o t A l l o c I n f o [ s l o t I n d ] ;




302 / / s l o t I n d = m_slotNum ;
303 c u r r S l o t = m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o [ m_slotNum ] ;
304 m_cur rSymSta r t = c u r r S l o t . m_dci . m_symStar t ;
305
306 SfnSf s f n = SfnSf ( m_frameNum , m_sfNum , m_slotNum ) ;
307 m_harqPhyModule−>S u b f r a m e I n d i c a t i o n ( s f n ) ; / / t r i g g e r HARQ module
308
309 s t d : : l i s t < P t r <MmWaveControlMessage > > d c i M s g L i s t ;
310
311 Time g u a r d P e r i o d ;
312 Time s l o t P e r i o d ;
313
314 i f ( m_slotNum == 0) / / DL c o n t r o l s l o t
315 {
316 / / s t d : : c o u t << "ENB−PHY DL m_slotNum == 0 \ n " ;
317 / / g e t c o n t r o l messages t o be t r a n s m i t t e d i n DL−C o n t r o l p e r i o d
318 s t d : : l i s t < P t r <MmWaveControlMessage > > c t r l M s g s = G e t C o n t r o l M e s s a g e s ( ) ;
319 / / s t d : : l i s t < P t r <MmWaveControlMessage > > : : i t e r a t o r i t = c t r l M s g s . b e g i n ( ) ;
320 / / f i n d a l l DL/UL DCI e l e m e n t s and c r e a t e DCI messages t o be t r a n s m i t t e d i n DL c o n t r o l p e r i o d
321 f o r ( u n s i g n e d i s l o t = 0 ; i s l o t < m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . s i z e ( ) ; i s l o t ++)
322 {
323 i f ( m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o [ i s l o t ] . m_s lo tType != S l o t A l l o c I n f o : : CTRL &&
324 m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o [ i s l o t ] . m_tddMode == S l o t A l l o c I n f o : : DL)
325 {
77
326 DciInfoElementTdma &dciElem = m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o [ i s l o t ] . m_dci ;
327 NS_ASSERT ( dciElem . m_format == DciInfoElementTdma : : DL) ;
328 i f ( dc iElem . m_tbSize > 0)
329 {
330 P t r <MmWaveTdmaDciMessage> dciMsg = Crea t e <MmWaveTdmaDciMessage> ( ) ;
331 dciMsg−>S e t D c i I n f o E l e m e n t ( dc iElem ) ;
332 dciMsg−>S e t S f n S f ( s f n ) ;
333 d c i M s g L i s t . push_back ( dciMsg ) ;





339 u n s i g n e d ulSfNum = ( m_sfNum + m_phyMacConfig−>GetUlSchedDelay ( ) ) % m_phyMacConfig−>GetSubf ramesPerFrame ( ) ;
340 f o r ( u n s i g n e d i s l o t = 0 ; i s l o t < m _ s f A l l o c I n f o [ ulSfNum ] . m _ s l o t A l l o c I n f o . s i z e ( ) ; i s l o t ++)
341 {
342 i f ( m _ s f A l l o c I n f o [ ulSfNum ] . m _ s l o t A l l o c I n f o [ i s l o t ] . m_s lo tType != S l o t A l l o c I n f o : : CTRL
343 && m _ s f A l l o c I n f o [ ulSfNum ] . m _ s l o t A l l o c I n f o [ i s l o t ] . m_tddMode == S l o t A l l o c I n f o : : UL)
344 {
345 DciInfoElementTdma &dciElem = m _ s f A l l o c I n f o [ ulSfNum ] . m _ s l o t A l l o c I n f o [ i s l o t ] . m_dci ;
346 NS_ASSERT ( dciElem . m_format == DciInfoElementTdma : : UL) ;
347 i f ( dc iElem . m_tbSize > 0)
348 {
349 P t r <MmWaveTdmaDciMessage> dciMsg = Crea t e <MmWaveTdmaDciMessage> ( ) ;
350 dciMsg−>S e t D c i I n f o E l e m e n t ( dc iElem ) ;
351 dciMsg−>S e t S f n S f ( s f n ) ;
352 / / d c i M s g L i s t . push_back ( dciMsg ) ;





358 / / TX c o n t r o l p e r i o d
359 s l o t P e r i o d = NanoSeconds (1000 .0∗m_phyMacConfig−>GetSymbolPer iod ( )∗m_phyMacConfig−>Ge tDlC t r lSymbo l s ( ) ) ;
360 / / A c r e s c e n t e i e s s a chamada da f u n o AddExpectedTb
361 / /∗∗∗∗∗∗∗∗∗∗
362 P t r < P a c k e t B u r s t > p k t B u r s t = G e t P a c k e t B u r s t ( S fnSf ( m_frameNum , m_sfNum , c u r r S l o t . m_dci . m_symStar t ) ) ;
363 i f ( p k t B u r s t && p k t B u r s t−>GetNPacke ts ( ) > 0 )
364 {
365 s t d : : l i s t < P t r < Packe t > > p k t s = p k t B u r s t−>G e t P a c k e t s ( ) ;
366 MmWaveMacPduTag macTag ;
367 p k t s . f r o n t ( )−>PeekPacke tTag ( macTag ) ;
368 NS_ASSERT ( ( macTag . GetSfn ( ) . m_sfNum == m_sfNum ) && ( macTag . GetSfn ( ) . m_slotNum == c u r r S l o t . m_dci . m_symStar t ) ) ;
369 }
370 e l s e
371 {
372 / / somet imes t h e UE w i l l be s c h e d u l e d when no d a t a i s queued
373 / / i n t h i s case , send an empty PDU
374 MmWaveMacPduTag t a g ( SfnSf ( m_frameNum , m_sfNum , c u r r S l o t . m_dci . m_symStar t ) ) ;
375 P t r < Packe t > emptyPdu = C r e a t e < Packe t > ( ) ;
376 MmWaveMacPduHeader h e a d e r ;
377 MacSubheader s u b h e a d e r ( 3 , 0 ) ; / / l c i d = 3 , s i z e = 0
378 h e a d e r . AddSubheader ( s u b h e a d e r ) ;
379 emptyPdu−>AddHeader ( h e a d e r ) ;
380 emptyPdu−>AddPacketTag ( t a g ) ;
381 L te Rad io Be a r e rT ag b e a r e r T a g ( c u r r S l o t . m_dci . m_rn t i , 3 , 0 ) ;
382 emptyPdu−>AddPacketTag ( b e a r e r T a g ) ;
383 p k t B u r s t = C r e a t e O b j e c t < P a c k e t B u r s t > ( ) ;
384 p k t B u r s t−>AddPacket ( emptyPdu ) ;
385 }
386 / /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
387 NS_LOG_DEBUG ( "ENB TXing DL CTRL frame " << m_frameNum << " subf rame " << ( u n s i g n e d ) m_sfNum << " symbols "
388 << ( u n s i g n e d ) c u r r S l o t . m_dci . m_symStar t << "−" << ( u n s i g n e d ) ( c u r r S l o t . m_dci . m_symStar t+ c u r r S l o t . m_dci .
m_numSym−1)
389 << " \ t s t a r t " << S i m u l a t o r : : Now ( ) << " end " << S i m u l a t o r : : Now ( ) + s l o t P e r i o d−NanoSeconds ( 1 . 0 ) ) ;
390 S e n d C t r l C h a n n e l s ( p k t B u r s t , c t r l M s g s , s l o t P e r i o d−NanoSeconds ( 1 . 0 ) , c u r r S l o t ) ; / / −1 ns e n s u r e s c o n t r o l ends b e f o r e
d a t a p e r i o d
391 }
392 e l s e i f ( m_slotNum == m_currSfNumSlots−1) / / UL c o n t r o l s l o t
393 {
394 / / s t d : : c o u t << "ENB−PHY UL m_slotNum =! 0 \ n " ;
395 s l o t P e r i o d = NanoSeconds (1000 .0∗m_phyMacConfig−>GetSymbolPer iod ( )∗m_phyMacConfig−>Ge tUlC t r lSymbo l s ( ) ) ;
396 / / A c r e s c e n t e i e s s a chamada da f u n o AddExpectedTb
397 / /∗∗∗∗∗∗∗∗∗∗∗∗
398 m_downlinkSpectrumPhy−>AddExpectedTb ( c u r r S l o t . m_dci . m_rn t i , c u r r S l o t . m_dci . m_ndi , c u r r S l o t . m_dci . m_tbSize , c u r r S l o t
. m_dci . m_mcs ,
399 m_channelChunks , c u r r S l o t . m_dci . m_harqProcess , c u r r S l o t . m_dci . m_rv , t r u e ,
400 c u r r S l o t . m_dci . m_symStart , c u r r S l o t . m_dci . m_numSym) ;
401 / /∗∗∗∗∗∗∗∗∗∗∗∗∗∗
402 NS_LOG_DEBUG ( "ENB RXing UL CTRL frame " << m_frameNum << " subf rame " << ( u n s i g n e d ) m_sfNum << " symbols "
403 << ( u n s i g n e d ) c u r r S l o t . m_dci . m_symStar t << "−" << ( u n s i g n e d ) ( c u r r S l o t . m_dci . m_symStar t+ c u r r S l o t . m_dci .
78
m_numSym−1)
404 << " \ t s t a r t " << S i m u l a t o r : : Now ( ) << " end " << S i m u l a t o r : : Now ( ) + s l o t P e r i o d ) ;
405 }
406 e l s e i f ( c u r r S l o t . m_tddMode == S l o t A l l o c I n f o : : DL) / / t r a n s m i t DL s l o t
407 {
408 s l o t P e r i o d = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗ c u r r S l o t . m_dci . m_numSym) ;
409 NS_ASSERT ( c u r r S l o t . m_tddMode == S l o t A l l o c I n f o : : DL) ;
410 / / NS_LOG_DEBUG ( " S l o t " << m_slotNum << " s c h e d u l e d f o r Downlink " ) ;
411 / / i f ( m _ p r e v S l o t D i r == S l o t A l l o c I n f o : : UL) / / i f c u r r s l o t == DL and prev s l o t == UL
412 / / {
413 / / g u a r d P e r i o d = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetGuardPe r iod ( ) ) ;
414 / / }
415 P t r < P a c k e t B u r s t > p k t B u r s t = G e t P a c k e t B u r s t ( S fnSf ( m_frameNum , m_sfNum , c u r r S l o t . m_dci . m_symStar t ) ) ;
416 i f ( p k t B u r s t && p k t B u r s t−>GetNPacke ts ( ) > 0 )
417 {
418 s t d : : l i s t < P t r < Packe t > > p k t s = p k t B u r s t−>G e t P a c k e t s ( ) ;
419 MmWaveMacPduTag macTag ;
420 p k t s . f r o n t ( )−>PeekPacke tTag ( macTag ) ;
421 NS_ASSERT ( ( macTag . GetSfn ( ) . m_sfNum == m_sfNum ) && ( macTag . GetSfn ( ) . m_slotNum == c u r r S l o t . m_dci . m_symStar t ) ) ;
422 }
423 e l s e
424 {
425 / / somet imes t h e UE w i l l be s c h e d u l e d when no d a t a i s queued
426 / / i n t h i s case , send an empty PDU
427 MmWaveMacPduTag t a g ( SfnSf ( m_frameNum , m_sfNum , c u r r S l o t . m_dci . m_symStar t ) ) ;
428 P t r < Packe t > emptyPdu = C r e a t e < Packe t > ( ) ;
429 MmWaveMacPduHeader h e a d e r ;
430 MacSubheader s u b h e a d e r ( 3 , 0 ) ; / / l c i d = 3 , s i z e = 0
431 h e a d e r . AddSubheader ( s u b h e a d e r ) ;
432 emptyPdu−>AddHeader ( h e a d e r ) ;
433 emptyPdu−>AddPacketTag ( t a g ) ;
434 L te Rad io Be a r e rT ag b e a r e r T a g ( c u r r S l o t . m_dci . m_rn t i , 3 , 0 ) ;
435 emptyPdu−>AddPacketTag ( b e a r e r T a g ) ;
436 p k t B u r s t = C r e a t e O b j e c t < P a c k e t B u r s t > ( ) ;
437 p k t B u r s t−>AddPacket ( emptyPdu ) ;
438 }
439 NS_LOG_DEBUG ( "ENB TXing DL DATA frame " << m_frameNum << " subf rame " << ( u n s i g n e d ) m_sfNum << " symbols "
440 << ( u n s i g n e d ) c u r r S l o t . m_dci . m_symStar t << "−" << ( u n s i g n e d ) ( c u r r S l o t . m_dci . m_symStar t+ c u r r S l o t . m_dci .
m_numSym−1)
441 << " \ t s t a r t " << S i m u l a t o r : : Now ( ) +NanoSeconds ( 1 . 0 ) << " end " << S i m u l a t o r : : Now ( ) + s l o t P e r i o d−
NanoSeconds ( 2 . 0 ) ) ;
442 S i m u l a t o r : : S c h e d u l e ( NanoSeconds ( 1 . 0 ) , &MmWaveEnbPhy : : SendDataChannels , t h i s , p k t B u r s t , s l o t P e r i o d−NanoSeconds ( 2 . 0 )
, c u r r S l o t ) ;
443 }
444 e l s e i f ( c u r r S l o t . m_tddMode == S l o t A l l o c I n f o : : UL) / / r e c e i v e UL s l o t
445 {
446 / / s t d : : c o u t << " E n t rou no i f \ n " ;
447 s l o t P e r i o d = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗ c u r r S l o t . m_dci . m_numSym) ;
448 / / NS_LOG_DEBUG ( " S l o t " << ( u i n t 8 _ t ) m_slotNum << " s c h e d u l e d f o r Upl ink " ) ;
449 / / s t d : : c o u t << " AddExpectedTb − eNB \ n " ;
450 m_downlinkSpectrumPhy−>AddExpectedTb ( c u r r S l o t . m_dci . m_rn t i , c u r r S l o t . m_dci . m_ndi , c u r r S l o t . m_dci . m_tbSize ,
451 c u r r S l o t . m_dci . m_mcs , m_channelChunks , c u r r S l o t . m_dci . m_harqProcess , c u r r S l o t .
m_dci . m_rv , f a l s e ,
452 c u r r S l o t . m_dci . m_symStart , c u r r S l o t . m_dci . m_numSym) ;
453
454 f o r ( u i n t 8 _ t i = 0 ; i < m_deviceMap . s i z e ( ) ; i ++)
455 {
456 P t r <MmWaveUeNetDevice> ueDev = DynamicCast <MmWaveUeNetDevice> ( m_deviceMap . a t ( i ) ) ;
457 u i n t 6 4 _ t u e R n t i = ueDev−>GetPhy ( )−>G e t R n t i ( ) ;
458 / / NS_LOG_UNCOND ( " Schedu led r n t i :" < < r n t i <<" ue r n t i :" < < u e R n t i ) ;
459 i f ( c u r r S l o t . m _ r n t i == u e R n t i )
460 {
461 / / NS_LOG_UNCOND ( " Change Beamforming Ve c t o r " ) ;
462 P t r <AntennaArrayModel > a n t e n n a A r r a y = DynamicCast <AntennaArrayModel > ( GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
463 a n t e nn aA r ra y−>ChangeBeamformingVector ( m_deviceMap . a t ( i ) ) ;




468 NS_LOG_DEBUG ( "ENB RXing UL DATA frame " << m_frameNum << " subf rame " << ( u n s i g n e d ) m_sfNum << " symbols "
469 << ( u n s i g n e d ) c u r r S l o t . m_dci . m_symStar t << "−" << ( u n s i g n e d ) ( c u r r S l o t . m_dci . m_symStar t+ c u r r S l o t . m_dci .
m_numSym−1)
470 << " \ t s t a r t " << S i m u l a t o r : : Now ( ) << " end " << S i m u l a t o r : : Now ( ) + s l o t P e r i o d ) ;
471 }
472
473 m _ p r e v S l o t D i r = c u r r S l o t . m_tddMode ;
474
475 m_phySapUser−>S u b f r a m e I n d i c a t i o n ( SfnSf ( m_frameNum , m_sfNum , m_slotNum ) ) ; / / t r i g g e r MAC
476





481 MmWaveEnbPhy : : EndS lo t ( vo id )
482 {
483 NS_LOG_FUNCTION ( t h i s << S i m u l a t o r : : Now ( ) . GetSeconds ( ) ) ;
484
485 P t r <AntennaArrayModel > a n t e n n a A r r a y = DynamicCast <AntennaArrayModel > ( GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
486 a n t e nn aA r r a y−>ChangeToOmniTx ( ) ;
487
488 i f ( m_slotNum == m_currSfNumSlots−1)
489 {
490 m_slotNum = 0 ;
491 EndSubFrame ( ) ;
492 }
493 e l s e
494 {
495 Time n e x t S l o t S t a r t ;
496 / / u i n t 8 _ t s l o t I n d = m_slotNum +1;
497 /∗ i f ( s l o t I n d >= m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . s i z e ( ) )
498 {
499 i f ( m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . s i z e ( ) > 0 )
500 {
501 s l o t I n d = s l o t I n d − m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . s i z e ( ) ;
502 n e x t S l o t S t a r t = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗
503 m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o [ s l o t I n d ] . m_dci . m_symStar t ) ;
504 }
505 }
506 e l s e
507 {
508 i f ( m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . s i z e ( ) > 0 )
509 {
510 n e x t S l o t S t a r t = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗




515 n e x t S l o t S t a r t = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗
516 m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o [ m_slotNum ] . m_dci . m_symStar t ) ;





522 MmWaveEnbPhy : : EndSubFrame ( vo id )
523 {
524 NS_LOG_FUNCTION ( t h i s << S i m u l a t o r : : Now ( ) . GetSeconds ( ) ) ;
525
526 Time s f S t a r t = m _ l a s t S f S t a r t + m _ s f P e r i o d − S i m u l a t o r : : Now ( ) ;
527 m_slotNum = 0 ;
528 i f ( m_sfNum == m_phyMacConfig−>GetSubf ramesPerFrame ( )−1)
529 {
530 m_sfNum = 0 ;
531 / / i f ( m_frameNum == 1023)
532 / / {
533 / / m_frameNum = 0 ;
534 / / }
535 / / e l s e
536 / / {
537 / / m_frameNum ++;
538 / / }
539 m_frameNum ++;
540 }









550 MmWaveEnbPhy : : SendDataChanne l s ( P t r < P a c k e t B u r s t > pb , Time s l o t P r d , S l o t A l l o c I n f o& s l o t I n f o )
551 {
552 i f ( s l o t I n f o . m_isOmni )
553 {
554 P t r <AntennaArrayModel > a n t e n n a A r r a y = DynamicCast <AntennaArrayModel > ( GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
555 a n t e nn aA r r a y−>ChangeToOmniTx ( ) ;
556 }
557 e l s e
558 { / / u p d a t e beamforming v e c t o r s ( c u r r e n t l y s u p p o r t s 1 u s e r on ly )
559 / / s t d : : map< u i n t 1 6 _ t , s t d : : v e c t o r < uns igned > > : : i t e r a t o r u eR bI t = s l o t I n f o . m_ueRbMap . b e g i n ( ) ;
80
560 / / u i n t 1 6 _ t r n t i = ueRbI t−> f i r s t ;
561 f o r ( u i n t 8 _ t i = 0 ; i < m_deviceMap . s i z e ( ) ; i ++)
562 {
563 P t r <MmWaveUeNetDevice> ueDev = DynamicCast <MmWaveUeNetDevice> ( m_deviceMap . a t ( i ) ) ;
564 u i n t 6 4 _ t u e R n t i = ueDev−>GetPhy ( )−>G e t R n t i ( ) ;
565 / / NS_LOG_UNCOND ( " Schedu led r n t i :" < < r n t i <<" ue r n t i :" < < u e R n t i ) ;
566 i f ( s l o t I n f o . m_dci . m _ r n t i == u e R n t i )
567 {
568 / / NS_LOG_UNCOND ( " Change Beamforming Ve c t o r " ) ;
569 P t r <AntennaArrayModel > a n t e n n a A r r a y = DynamicCast <AntennaArrayModel > ( GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
570 a n t e nn aA r ra y−>ChangeBeamformingVector ( m_deviceMap . a t ( i ) ) ;







578 i f ( ! s l o t I n f o . m_isOmni && ! s l o t I n f o . m_ueRbMap . empty ( ) )
579 {
580 P t r <AntennaArrayModel > a n t e n n a A r r a y = DynamicCast <AntennaArrayModel > ( GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
581 / / s e t beamforming v e c t o r ;
582 / / f o r ENB, you can choose 64 a n t e n n a wi th 0−15 s e c t o r s , o r 4 a n t e n n a wi th 0−3 s e c t o r s ;
583 / / i n p u t i s ( s e c t o r , a n t e n n a number )




588 s t d : : l i s t < P t r <MmWaveControlMessage > > c t r l M s g s ;




593 MmWaveEnbPhy : : S e n d C t r l C h a n n e l s ( P t r < P a c k e t B u r s t > pb , s t d : : l i s t < P t r <MmWaveControlMessage > > c t r l M s g s , Time s l o t P r d ,
S l o t A l l o c I n f o& s l o t I n f o )
594 {
595 / / s t d : : c o u t << "MmWaveEnbPhy : : S e n d C t r l C h a n n e l s \ n " ;
596 /∗ Send C t r l messages ∗ /
597 NS_LOG_FUNCTION ( t h i s <<" Send C t r l " ) ;
598
599 / / Mudando p a r a o m n i d i r e c o n a l nas msgs de RACH e RAR
600 P t r <AntennaArrayModel > a n t e n n a A r r a y = DynamicCast <AntennaArrayModel > ( GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
601 a n t e nn aA r r a y−>ChangeToOmniTx ( ) ;
602 s t d : : l i s t < P t r <MmWaveControlMessage > > : : i t e r a t o r i t ;
603 f o r ( i t = c t r l M s g s . b e g i n ( ) ; i t != c t r l M s g s . end ( ) ; i t ++)
604 {
605 P t r <MmWaveControlMessage > msg = (∗ i t ) ;
606
607 / / i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : RAR | |
608 / / msg−>GetMessageType ( ) == MmWaveControlMessage : : RACH_PREAMBLE)
609 / / {
610 / / s t d : : cou t <<"MUDOU PARA OMNIDIRECIONAL " ;
611 a n t e nn aA r r a y−>ChangeToOmniTx ( ) ;
612 / / }
613 }
614






621 MmWaveEnbPhy : : AddUePhy ( u i n t 6 4 _ t ims i , P t r <NetDevice > ueDevice )
622 {
623 NS_LOG_FUNCTION ( t h i s << i m s i ) ;
624 s t d : : s e t < u i n t 6 4 _ t > : : i t e r a t o r i t ;
625 i t = m_ueAttached . f i n d ( i m s i ) ;
626
627 i f ( i t == m_ueAttached . end ( ) )
628 {
629 m_ueAttached . i n s e r t ( i m s i ) ;
630 m_deviceMap . push_back ( ueDevice ) ;
631 r e t u r n ( t r u e ) ;
632 }
633 e l s e
634 {
635 NS_LOG_ERROR ( " Programming e r r o r . . . UE a l r e a d y a t t a c h e d " ) ;






641 MmWaveEnbPhy : : P hy D a t a P ac k e t R e c e i v e d ( P t r < Packe t > p )
642 {
643 S i m u l a t o r : : S c h e d u l e W i t h C o n t e x t ( m_netDevice−>GetNode ( )−>Get Id ( ) ,
644 MicroSeconds ( m_phyMacConfig−>GetTbDecodeLatency ( ) ) ,
645 &MmWaveEnbPhySapUser : : ReceivePhyPdu ,
646 m_phySapUser ,
647 p ) ;




652 MmWaveEnbPhy : : G e n e r a t e D a t a C q i R e p o r t ( c o n s t Spec t rumValue& s i n r )
653 {
654 NS_LOG_FUNCTION ( t h i s << s i n r ) ;
655 / / s t d : : cou t << " G e n e r a t e D a t a C q i R e p o r t \ t " ;
656 Values : : c o n s t _ i t e r a t o r i t ;
657 MmWaveMacSchedSapProvider : : S c h e d U l C q i I n f o R e q P a r a m e t e r s u l c q i ;
658 u l c q i . m_ulCqi . m_type = U l C q i I n f o : : PUSCH;
659 i n t i = 0 ;
660 d oub l e s i n r d b m e d i a ;
661 f o r ( i t = s i n r . Cons tVa luesBeg in ( ) ; i t != s i n r . Cons tValuesEnd ( ) ; i t ++)
662 {
663
664 d oub l e s i n r d b =(∗ i t ) ;
665
666 / / NS_LOG_DEBUG ( " ULCQI RB " << i << " v a l u e " << s i n r d b ) ;
667 / / c o n v e r t from d ou b le t o f i x e d p o i n t n o t a l t i o n Sxxxxxxxxxxx . xxx
668 / / i n t 1 6 _ t s i n r F p = L t e F f C o n v e r t e r : : d o u b l e 2 f p S 1 1 d o t 3 ( s i n r d b ) ;
669 u l c q i . m_ulCqi . m_s in r . push_back (∗ i t ) ;




674 / / s t d : : cou t << " i = \ t " << i << " \ n " ;
675 / / s i n r d b m e d i a = 10 ∗ s t d : : l og10 ( s i n r d b m e d i a / 7 2 ) ;
676 / / s t d : : cou t << " enb−phy − s i n r ( db ) UPLINK= \ t " << s i n r d b m e d i a << " \ n " ;
677 / / h e r e we use t h e s t a r t symbol i n d e x of t h e s l o t i n p l a c e o f t h e s l o t i n d e x b e c a u s e t h e a b s o l u t e UL s l o t i n d e x i s
678 / / n o t known t o t h e s c h e d u l e r when m_a l loca t ionMap g e t s p o p u l a t e d
679 u l c q i . m_sfnSf = SfnSf ( m_frameNum , m_sfNum , m_cur rSymSta r t ) ;
680 Spec t rumValue newSinr = s i n r ;
681 m _ u l S i n r T r a c e ( 0 , newSinr , newSinr ) ;





687 MmWaveEnbPhy : : P h y C t r l M e s s a g e s R e c e i v e d ( s t d : : l i s t < P t r <MmWaveControlMessage > > msgLi s t )
688 {
689 / / s t d : : c o u t << "ENTROU MmWaveEnbPhy : : P h y C t r l M e s s a g e s R e c e i v e d \ n " ;
690 s t d : : l i s t < P t r <MmWaveControlMessage > > : : i t e r a t o r c t r l I t = msgLi s t . b e g i n ( ) ;
691
692
693 w h i l e ( c t r l I t != msgLi s t . end ( ) )
694 {
695 / / s t d : : c o u t << "ENTROU NO WHILE MmWaveEnbPhy : : P h y C t r l M e s s a g e s R e c e i v e d \ n " ;
696 P t r <MmWaveControlMessage > msg = (∗ c t r l I t ) ;
697
698 i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : DL_CQI )
699 {
700 NS_LOG_INFO ( " r e c e i v e d CQI" ) ;
701 m_phySapUser−>R e c e i v e C o n t r o l M e s s a g e ( msg ) ;
702 }
703 e l s e i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : BSR)
704 {
705 NS_LOG_INFO ( " r e c e i v e d BSR" ) ;
706 m_phySapUser−>R e c e i v e C o n t r o l M e s s a g e ( msg ) ;
707 }
708 e l s e i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : RACH_PREAMBLE)
709 {
710 NS_LOG_INFO ( " r e c e i v e d RACH_PREAMBLE" ) ;
711
712 NS_ASSERT ( m _ c e l l I d > 0) ;
713 P t r <MmWaveRachPreambleMessage > r a c h P r e a m b l e = DynamicCast <MmWaveRachPreambleMessage > ( msg ) ;
714 m_phySapUser−>Rece iveRachPreamble ( r achPreamble−>GetRapId ( ) ) ;
715 s t d : : c o u t << " r e c e i v e d RACH_PREAMBLE wi th RapID \ t " << rachPreamble−>GetRapId ( ) << " \ n " ;
716 }
717 e l s e i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : DL_HARQ)
718 {
719 P t r <MmWaveDlHarqFeedbackMessage > dlharqMsg = DynamicCast <MmWaveDlHarqFeedbackMessage > ( msg ) ;
720 DlHarq In fo d l h a r q = dlharqMsg−>GetDlHarqFeedback ( ) ;
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721 / / check whe the r t h e UE i s c o n n e c t e d
722 i f ( m_ueAttached . f i n d ( d l h a r q . m _ r n t i ) != m_ueAttached . end ( ) )
723 {









733 u i n t 3 2 _ t
734 MmWaveEnbPhy : : GetAbsolu teSubframeNo ( )
735 {
736 r e t u r n ( ( m_frameNum − 1) ∗( m_phyMacConfig−>GetSubf ramesPerFrame ( )∗m_phyMacConfig−>G e t S l o t s P e r S u b f r a m e ( ) ) + m_slotNum ) ;
737 }
738
739 / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / /
740 / / / / / / / / / sap / / / / / / / / /
741 / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / / /
742
743 vo id
744 MmWaveEnbPhy : : DoSetBandwidth ( u i n t 8 _ t u lBandwidth , u i n t 8 _ t d lBandwid th )
745 {




750 MmWaveEnbPhy : : DoSe tEar fcn ( u i n t 1 6 _ t u l E a r f c n , u i n t 1 6 _ t d l E a r f c n )
751 {





757 MmWaveEnbPhy : : DoAddUe ( u i n t 1 6 _ t r n t i )
758 {
759 NS_LOG_FUNCTION ( t h i s << r n t i ) ;
760 boo l s u c c e s s = AddUePhy ( r n t i ) ;





766 MmWaveEnbPhy : : AddUePhy ( u i n t 1 6 _ t r n t i )
767 {
768 NS_LOG_FUNCTION ( t h i s << r n t i ) ;
769 s t d : : s e t < u i n t 1 6 _ t > : : i t e r a t o r i t ;
770 i t = m_ueAt tachedRnt i . f i n d ( r n t i ) ;
771 i f ( i t == m_ueAt tachedRnt i . end ( ) )
772 {
773 m_ueAt tachedRnt i . i n s e r t ( r n t i ) ;
774 r e t u r n ( t r u e ) ;
775 }
776 e l s e
777 {
778 NS_LOG_ERROR ( "UE a l r e a d y a t t a c h e d " ) ;





784 MmWaveEnbPhy : : DoRemoveUe ( u i n t 1 6 _ t r n t i )
785 {




790 MmWaveEnbPhy : : DoSetPa ( u i n t 1 6 _ t r n t i , d ou b l e pa )
791 {




796 MmWaveEnbPhy : : DoSetTransmiss ionMode ( u i n t 1 6 _ t r n t i , u i n t 8 _ t txMode )
797 {
798 NS_LOG_FUNCTION ( t h i s << r n t i << ( u i n t 1 6 _ t ) txMode ) ;





803 MmWaveEnbPhy : : D o S e t S r s C o n f i g u r a t i o n I n d e x ( u i n t 1 6 _ t r n t i , u i n t 1 6 _ t s r c C i )
804 {





810 MmWaveEnbPhy : : D o S e t M a s t e r I n f o r m a t i o n B l o c k ( LteRrcSap : : M a s t e r I n f o r m a t i o n B l o c k mib )
811 {
812 NS_LOG_FUNCTION ( t h i s ) ;





818 MmWaveEnbPhy : : DoSe tSys t emInfo rma t ionBlockType1 ( LteRrcSap : : S y s t e m I n f o r m a t i o n B l o c k T y p e 1 s i b 1 )
819 {
820 NS_LOG_FUNCTION ( t h i s ) ;
821 m_sib1 = s i b 1 ;
822 }
823
824 i n t 8 _ t
825 MmWaveEnbPhy : : DoGetRefe renceS igna lPower ( ) c o n s t
826 {
827 NS_LOG_FUNCTION ( t h i s ) ;




832 MmWaveEnbPhy : : Se tPhySapUser ( MmWaveEnbPhySapUser∗ p t r )
833 {




838 MmWaveEnbPhy : : SetHarqPhyModule ( P t r <MmWaveHarqPhy> ha rq )
839 {




844 MmWaveEnbPhy : : Rece iveUlHarqFeedback ( UlHarq In fo mes )
845 {
846 NS_LOG_FUNCTION ( t h i s ) ;
847 / / f o r w a r d t o s c h e d u l e r







3 ∗ mmwave−ue−phy . cc
4 ∗
5 ∗ C r e a t e d on : Nov 5 , 2014
6 ∗ Author : s o u r j y a
7 ∗ /
8
9 # i n c l u d e <ns3 / o b j e c t−f a c t o r y . h>
10 # i n c l u d e <ns3 / l o g . h>
11 # i n c l u d e < c f l o a t >
12 # i n c l u d e <cmath >
13 # i n c l u d e <ns3 / s i m u l a t o r . h>
14 # i n c l u d e <ns3 / d oub l e . h>
15 # i n c l u d e "mmwave−ue−phy . h "
16 # i n c l u d e "mmwave−ue−ne t−d e v i c e . h "
17 # i n c l u d e "mmwave−spec t rum−va lue−h e l p e r . h "
18 # i n c l u d e <ns3 / p o i n t e r . h>
19 # i n c l u d e <ns3 / node . h>
20
21 namespace ns3 {
22
23 NS_LOG_COMPONENT_DEFINE ( "MmWaveUePhy" ) ;
24
84
25 NS_OBJECT_ENSURE_REGISTERED (MmWaveUePhy) ;
26
27 MmWaveUePhy : : MmWaveUePhy ( )
28 {
29 NS_LOG_FUNCTION ( t h i s ) ;
30 NS_FATAL_ERROR ( " Th i s c o n s t r u c t o r s h o u l d n o t be c a l l e d " ) ;
31 }
32
33 MmWaveUePhy : : MmWaveUePhy ( P t r <MmWaveSpectrumPhy> dlPhy , P t r <MmWaveSpectrumPhy> ulPhy )
34 : MmWavePhy( dlPhy , u lPhy ) ,
35 m_prevS lo t ( 0 ) ,
36 m _ r n t i ( 0 )
37 {
38 NS_LOG_FUNCTION ( t h i s ) ;
39 m_wbCqiLast = S i m u l a t o r : : Now ( ) ;
40 m_ueCphySapProvider = new MemberLteUeCphySapProvider <MmWaveUePhy> ( t h i s ) ;
41 S i m u l a t o r : : ScheduleNow (&MmWaveUePhy : : S u b f r a m e I n d i c a t i o n , t h i s , 0 , 0 ) ;
42 }
43
44 MmWaveUePhy : : ~ MmWaveUePhy ( )
45 {




50 MmWaveUePhy : : GetTypeId ( vo id )
51 {
52 s t a t i c TypeId t i d = TypeId ( " ns3 : : MmWaveUePhy" )
53 . S e t P a r e n t <MmWavePhy> ( )
54 . AddCons t ruc to r <MmWaveUePhy> ( )
55 . A d d A t t r i b u t e ( " TxPower " ,
56 " T r a n s m i s s i o n power i n dBm" ,
57 DoubleValue ( 3 0 . 0 ) , / / TBD zml
58 MakeDoubleAccessor (&MmWaveUePhy : : SetTxPower ,
59 &MmWaveUePhy : : GetTxPower ) ,
60 MakeDoubleChecker < double > ( ) )
61 . A d d A t t r i b u t e ( " DlSpectrumPhy " ,
62 " The downl ink MmWaveSpectrumPhy a s s o c i a t e d t o t h i s MmWavePhy" ,
63 TypeId : : ATTR_GET,
64 P o i n t e r V a l u e ( ) ,
65 M a k e P o i n t e r A c c e s s o r (&MmWaveUePhy : : GetDlSpectrumPhy ) ,
66 MakePo in t e rChecke r <MmWaveSpectrumPhy> ( ) )
67 . A d d A t t r i b u t e ( " UlSpectrumPhy " ,
68 " The u p l i n k MmWaveSpectrumPhy a s s o c i a t e d t o t h i s MmWavePhy" ,
69 TypeId : : ATTR_GET,
70 P o i n t e r V a l u e ( ) ,
71 M a k e P o i n t e r A c c e s s o r (&MmWaveUePhy : : GetUlSpectrumPhy ) ,
72 MakePo in t e rChecke r <MmWaveSpectrumPhy> ( ) )
73 . AddTraceSource ( " R e p o r t C u r r e n t C e l l R s r p S i n r " ,
74 "RSRP and SINR s t a t i s t i c s . " ,
75 MakeTraceSourceAccessor (&MmWaveUePhy : : m _ r e p o r t C u r r e n t C e l l R s r p S i n r T r a c e ) ,
76 " ns3 : : C u r r e n t C e l l R s r p S i n r : : T r a c e d C a l l b a c k " )
77 . AddTraceSource ( " R e p o r t U p l i n k T b S i z e " ,
78 " R ep o r t a l l o c a t e d u p l i n k TB s i z e f o r t r a c e . " ,
79 MakeTraceSourceAccessor (&MmWaveUePhy : : m_repo r tU lTbS ize ) ,
80 " ns3 : : UlTbSize : : T r a c e d C a l l b a c k " )
81 . AddTraceSource ( " Repor tDownl inkTbSize " ,
82 " R ep o r t a l l o c a t e d downl ink TB s i z e f o r t r a c e . " ,
83 MakeTraceSourceAccessor (&MmWaveUePhy : : m_repo r tD lTbS ize ) ,
84 " ns3 : : DlTbSize : : T r a c e d C a l l b a c k " )
85 ;
86




91 MmWaveUePhy : : D o I n i t i a l i z e ( vo id )
92 {
93 NS_LOG_FUNCTION ( t h i s ) ;
94 m _ d l C t r l P e r i o d = NanoSeconds (1000 ∗ m_phyMacConfig−>Ge tDlC t r lSymbo l s ( ) ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ) ;
95 m _ u l C t r l P e r i o d = NanoSeconds (1000 ∗ m_phyMacConfig−>Ge tUlC t r lSymbo l s ( ) ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ) ;
96
97 f o r ( u n s i g n e d i = 0 ; i < m_phyMacConfig−>GetSubf ramesPerFrame ( ) ; i ++)
98 {
99 m _ s f A l l o c I n f o . push_back ( S f A l l o c I n f o ( S fnSf ( 0 , i , 0 ) ) ) ;
100 S l o t A l l o c I n f o d l C t r l S l o t ;
101 d l C t r l S l o t . m_s lo tType = S l o t A l l o c I n f o : : CTRL ;
102 d l C t r l S l o t . m_numCtrlSym = 1 ;
103 d l C t r l S l o t . m_tddMode = S l o t A l l o c I n f o : : DL;
104 d l C t r l S l o t . m_dci . m_numSym = 1 ;
105 d l C t r l S l o t . m_dci . m_symStar t = 0 ;
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106 S l o t A l l o c I n f o u l C t r l S l o t ;
107 u l C t r l S l o t . m_s lo tType = S l o t A l l o c I n f o : : CTRL ;
108 u l C t r l S l o t . m_numCtrlSym = 1 ;
109 u l C t r l S l o t . m_tddMode = S l o t A l l o c I n f o : : UL;
110 u l C t r l S l o t . m _ s l o t I d x = 0xFF ;
111 u l C t r l S l o t . m_dci . m_numSym = 1 ;
112 u l C t r l S l o t . m_dci . m_symStar t = m_phyMacConfig−>GetSymbolsPerSubframe ( )−1;
113 m _ s f A l l o c I n f o [ i ] . m _ s l o t A l l o c I n f o . push_back ( d l C t r l S l o t ) ;
114 m _ s f A l l o c I n f o [ i ] . m _ s l o t A l l o c I n f o . push_back ( u l C t r l S l o t ) ;
115 }
116
117 f o r ( u n s i g n e d i = 0 ; i < m_phyMacConfig−>GetTotalNumChunk ( ) ; i ++)
118 {
119 m_channelChunks . push_back ( i ) ;
120 }
121
122 m _ s f P e r i o d = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>Ge t Su b f r am ePe r i od ( ) ) ;
123










134 MmWaveUePhy : : SetUeCphySapUser ( LteUeCphySapUser∗ s )
135 {
136 NS_LOG_FUNCTION ( t h i s ) ;




141 MmWaveUePhy : : GetUeCphySapProvider ( )
142 {
143 NS_LOG_FUNCTION ( t h i s ) ;




148 MmWaveUePhy : : SetTxPower ( d ou b l e pow )
149 {
150 m_txPower = pow ;
151 }
152 d oub l e
153 MmWaveUePhy : : GetTxPower ( ) c o n s t
154 {









164 d oub l e
165 MmWaveUePhy : : G e t N o i s e F i g u r e ( ) c o n s t
166 {
167 r e t u r n m _ n o i s e F i g u r e ;
168 }
169
170 P t r <SpectrumValue >
171 MmWaveUePhy : : C r e a t e T x P o w e r S p e c t r a l D e n s i t y ( )
172 {
173 P t r <SpectrumValue > psd =
174 MmWaveSpectrumValueHelper : : C r e a t e T x P o w e r S p e c t r a l D e n s i t y ( m_phyMacConfig , m_txPower , m_subChannelsForTx ) ;
















190 s t d : : v e c t o r < i n t >
191 MmWaveUePhy : : G e t S u b C h a n n e l s F o r R e c e p t i o n ( vo id )
192 {
193 s t d : : v e c t o r < i n t > vec ;
194




199 MmWaveUePhy : : S e t S u b C h a n n e l s F o r T r a n s m i s s i o n ( s t d : : v e c t o r < i n t > mask )
200 {
201 m_subChannelsForTx = mask ;
202 P t r <SpectrumValue > t x P s d = C r e a t e T x P o w e r S p e c t r a l D e n s i t y ( ) ;
203 NS_ASSERT ( t x P s d ) ;
204 / / s t d : : c o u t << "UE t r a n s m i t i n d o \ n " ;
205 m_downlinkSpectrumPhy−>S e t T x P o w e r S p e c t r a l D e n s i t y ( t x P s d ) ;
206 }
207
208 s t d : : v e c t o r < i n t >
209 MmWaveUePhy : : G e t S u b C h a n n e l s F o r T r a n s m i s s i o n ( vo id )
210 {
211 s t d : : v e c t o r < i n t > vec ;
212




217 MmWaveUePhy : : DoSendControlMessage ( P t r <MmWaveControlMessage > msg )
218 {
219 NS_LOG_FUNCTION ( t h i s << msg ) ;





225 MmWaveUePhy : : Reg i s t e rToEnb ( u i n t 1 6 _ t c e l l I d , P t r <MmWavePhyMacCommon> c o n f i g )
226 {
227 m _ c e l l I d = c e l l I d ;
228 / / TBD how t o a s s i g n bandwi tdh and e a r f c n
229 m _ n o i s e F i g u r e = 5 . 0 ;
230 m_phyMacConfig = c o n f i g ;
231
232 P t r <SpectrumValue > n o i s e P s d =
233 MmWaveSpectrumValueHelper : : C r e a t e N o i s e P o w e r S p e c t r a l D e n s i t y ( m_phyMacConfig , m _ n o i s e F i g u r e ) ;
234 m_downlinkSpectrumPhy−>S e t N o i s e P o w e r S p e c t r a l D e n s i t y ( n o i s e P s d ) ;
235 m_downlinkSpectrumPhy−>GetSpec t rumChanne l ( )−>AddRx ( m_downlinkSpectrumPhy ) ;
236 m_downlinkSpectrumPhy−>S e t C e l l I d ( m _ c e l l I d ) ;
237 }
238
239 P t r <MmWaveSpectrumPhy>
240 MmWaveUePhy : : GetDlSpectrumPhy ( ) c o n s t
241 {
242 r e t u r n m_downlinkSpectrumPhy ;
243 }
244
245 P t r <MmWaveSpectrumPhy>
246 MmWaveUePhy : : GetUlSpectrumPhy ( ) c o n s t
247 {




252 MmWaveUePhy : : R e c e i v e C o n t r o l M e s s a g e L i s t ( s t d : : l i s t < P t r <MmWaveControlMessage > > msgLi s t )
253 {
254 NS_LOG_FUNCTION ( t h i s ) ;
255
256 s t d : : l i s t < P t r <MmWaveControlMessage > > : : i t e r a t o r i t ;
257 f o r ( i t = msgLi s t . b e g i n ( ) ; i t != msgLi s t . end ( ) ; i t ++)
258 {
259 P t r <MmWaveControlMessage > msg = (∗ i t ) ;
260
261 i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : DCI_TDMA)
262 {
263 NS_ASSERT_MSG ( m_slotNum == 0 , "UE" << m _ r n t i << " g o t DCI on s l o t != 0 " ) ;
264 P t r <MmWaveTdmaDciMessage> dciMsg = DynamicCast <MmWaveTdmaDciMessage> ( msg ) ;
265 DciInfoElementTdma d c i I n f o E l e m = dciMsg−>G e t D c i I n f o E l e m e n t ( ) ;
266 SfnSf d c i S f n = dciMsg−>GetSfnSf ( ) ;
267
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268 i f ( d c i S f n . m_frameNum != m_frameNum | | d c i S f n . m_sfNum != m_sfNum )
269 {
270 NS_FATAL_ERROR ( "DCI i n t e n d e d f o r d i f f e r e n t subf rame ( d c i = "
271 << d c i S f n . m_frameNum<<" "<< d c i S f n . m_sfNum<<" , a c t u a l = "<<m_frameNum<<" "<<m_sfNum ) ;
272 }
273
274 / / NS_LOG_DEBUG ( "UE" << m _ r n t i << " DCI r e c e i v e d f o r RNTI " << d c i I n f o E l e m . m _ r n t i << " i n f rame " << m_frameNum <<
" subf rame " << ( u n s i g n e d ) m_sfNum << " s l o t " << ( u n s i g n e d ) m_slotNum << " f o r m a t " << ( u n s i g n e d ) d c i I n f o E l e m . m_format
<< " s y m S t a r t " << ( u n s i g n e d ) d c i I n f o E l e m . m_symStar t << " numSym " << ( u n s i g n e d ) d c i I n f o E l e m . m_numSym) ;
275
276 i f ( d c i I n f o E l e m . m _ r n t i != m _ r n t i )
277 {
278 c o n t i n u e ; / / DCI n o t f o r me
279 }
280
281 i f ( d c i I n f o E l e m . m_format == DciInfoElementTdma : : DL) / / s e t downl ink s l o t s c h e d u l e f o r c u r r e n t s l o t
282 {
283 NS_LOG_DEBUG ( "UE" << m _ r n t i << " DL−DCI r e c e i v e d f o r f rame " << m_frameNum << " subf rame " << ( u n s i g n e d )
m_sfNum
284 << " s y m S t a r t " << ( u n s i g n e d ) d c i I n f o E l e m . m_symStar t << " numSym " << ( u n s i g n e d ) d c i I n f o E l e m .
m_numSym << " t b s " << d c i I n f o E l e m . m_tbSize
285 << " h a r q I d " << ( u n s i g n e d ) d c i I n f o E l e m . m_harqProcess ) ;
286
287 S l o t A l l o c I n f o s l o t I n f o ;
288 s l o t I n f o . m_tddMode = S l o t A l l o c I n f o : : DL;
289 s l o t I n f o . m_dci = d c i I n f o E l e m ;
290 s l o t I n f o . m _ s l o t I d x = 0 ;
291 s t d : : deque < S l o t A l l o c I n f o > : : i t e r a t o r i t S l o t ;
292 f o r ( i t S l o t = m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . b e g i n ( ) ;
293 i t S l o t != m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . end ( ) ; i t S l o t ++)
294 {
295 i f ( i t S l o t −>m_tddMode == S l o t A l l o c I n f o : : UL)
296 {
297 b r e a k ;
298 }
299 s l o t I n f o . m _ s l o t I d x ++;
300 }
301 / / m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . push_back ( s l o t I n f o ) ; / / add S l o t A l l o c I n f o t o c u r r e n t S f A l l o c I n f o
302 m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . i n s e r t ( i t S l o t , s l o t I n f o ) ;
303 }
304 e l s e i f ( d c i I n f o E l e m . m_format == DciInfoElementTdma : : UL) / / s e t downl ink s l o t s c h e d u l e f o r t + Tu l_sched s l o t
305 {
306 u i n t 8 _ t u l S f I d x = ( m_sfNum + m_phyMacConfig−>GetUlSchedDelay ( ) ) % m_phyMacConfig−>GetSubf ramesPerFrame ( ) ;
307 u i n t 1 6 _ t dc iFrame = ( u l S f I d x > m_sfNum ) ? m_frameNum : m_frameNum +1;
308
309 NS_LOG_DEBUG ( "UE" << m _ r n t i << " UL−DCI r e c e i v e d f o r f rame " << dc iFrame << " subf rame " << ( u n s i g n e d )
u l S f I d x
310 << " s y m S t a r t " << ( u n s i g n e d ) d c i I n f o E l e m . m_symStar t << " numSym " << ( u n s i g n e d ) d c i I n f o E l e m .
m_numSym << " t b s " << d c i I n f o E l e m . m_tbSize
311 << " h a r q I d " << ( u n s i g n e d ) d c i I n f o E l e m . m_harqProcess ) ;
312
313 S l o t A l l o c I n f o s l o t I n f o ;
314 s l o t I n f o . m_tddMode = S l o t A l l o c I n f o : : UL;
315 s l o t I n f o . m_dci = d c i I n f o E l e m ;
316 S l o t A l l o c I n f o u l C t r l S l o t = m _ s f A l l o c I n f o [ u l S f I d x ] . m _ s l o t A l l o c I n f o . back ( ) ;
317 m _ s f A l l o c I n f o [ u l S f I d x ] . m _ s l o t A l l o c I n f o . pop_back ( ) ;
318 / / u l C t r l S l o t . m _ s l o t I d x ++;
319 s l o t I n f o . m _ s l o t I d x = m _ s f A l l o c I n f o [ u l S f I d x ] . m _ s l o t A l l o c I n f o . s i z e ( ) ;
320 m _ s f A l l o c I n f o [ u l S f I d x ] . m _ s l o t A l l o c I n f o . push_back ( s l o t I n f o ) ;
321 m _ s f A l l o c I n f o [ u l S f I d x ] . m _ s l o t A l l o c I n f o . push_back ( u l C t r l S l o t ) ;
322 }
323
324 m_phySapUser−>R e c e i v e C o n t r o l M e s s a g e ( msg ) ;
325 }
326 e l s e i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : MIB)
327 {
328 NS_LOG_INFO ( " r e c e i v e d MIB" ) ;
329 NS_ASSERT ( m _ c e l l I d > 0) ;
330 P t r <MmWaveMibMessage> msg2 = DynamicCast <MmWaveMibMessage> ( msg ) ;
331 m_ueCphySapUser−>R e c v M a s t e r I n f o r m a t i o n B l o c k ( m_ce l l Id , msg2−>GetMib ( ) ) ;
332 }
333 e l s e i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : SIB1 )
334 {
335 NS_ASSERT ( m _ c e l l I d > 0) ;
336 P t r <MmWaveSib1Message> msg2 = DynamicCast <MmWaveSib1Message> ( msg ) ;
337 m_ueCphySapUser−>RecvSys temInfo rma t ionBlockType1 ( m_ce l l Id , msg2−>GetS ib1 ( ) ) ;
338 }
339 e l s e i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : RAR)
340 {
341 NS_LOG_INFO ( " r e c e i v e d RAR" ) ;
342 s t d : : c o u t << " r e c e i v e d RAR \ n " ;
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343 NS_ASSERT ( m _ c e l l I d > 0) ;
344
345 P t r <MmWaveRarMessage> rarMsg = DynamicCast <MmWaveRarMessage> ( msg ) ;
346
347 f o r ( s t d : : l i s t <MmWaveRarMessage : : Rar > : : c o n s t _ i t e r a t o r i t = rarMsg−>R a r L i s t B e g i n ( ) ;
348 i t != rarMsg−>R a r L i s t E n d ( ) ;
349 ++ i t )
350 {
351 i f ( i t−>r a p I d == m_raPreamble Id )
352 {




357 e l s e
358 {






365 MmWaveUePhy : : QueueUlTbAlloc ( T b A l l o c I n f o m)
366 {
367 NS_LOG_FUNCTION ( t h i s ) ;
368 / / NS_LOG_DEBUG ( "UL TB I n f o Elem queue s i z e == " << m_ulTbAllocQueue . s i z e ( ) ) ;
369 m_ulTbAllocQueue . a t ( m_phyMacConfig−>GetUlSchedDelay ( )−1) . push_back (m) ;
370 }
371
372 s t d : : l i s t < TbAl loc In fo >
373 MmWaveUePhy : : DequeueUlTbAlloc ( vo id )
374 {
375 NS_LOG_FUNCTION ( t h i s ) ;
376
377 i f ( m_ulTbAllocQueue . empty ( ) )
378 {
379 s t d : : l i s t < TbAl loc In fo > e m p t y l i s t ;
380 r e t u r n ( e m p t y l i s t ) ;
381 }
382
383 i f ( m_ulTbAllocQueue . a t ( 0 ) . s i z e ( ) > 0 )
384 {
385 s t d : : l i s t < TbAl loc In fo > r e t = m_ulTbAllocQueue . a t ( 0 ) ;
386 m_ulTbAllocQueue . e r a s e ( m_ulTbAllocQueue . b e g i n ( ) ) ;
387 s t d : : l i s t < TbAl loc In fo > l ;
388 m_ulTbAllocQueue . push_back ( l ) ;
389 r e t u r n ( r e t ) ;
390 }
391 e l s e
392 {
393 m_ulTbAllocQueue . e r a s e ( m_ulTbAllocQueue . b e g i n ( ) ) ;
394 s t d : : l i s t < TbAl loc In fo > l ;
395 m_ulTbAllocQueue . push_back ( l ) ;
396 s t d : : l i s t < TbAl loc In fo > e m p t y l i s t ;





402 MmWaveUePhy : : S u b f r a m e I n d i c a t i o n ( u i n t 1 6 _ t frameNum , u i n t 8 _ t sfNum )
403 {
404 m_frameNum = frameNum ;
405 m_sfNum = sfNum ;
406 m _ l a s t S f S t a r t = S i m u l a t o r : : Now ( ) ;
407 m _ c u r r S f A l l o c I n f o = m _ s f A l l o c I n f o [ m_sfNum ] ;
408 NS_ASSERT ( ( m _ c u r r S f A l l o c I n f o . m_sfnSf . m_frameNum == m_frameNum ) &&
409 ( m _ c u r r S f A l l o c I n f o . m_sfnSf . m_sfNum == m_sfNum ) ) ;
410 m _ s f A l l o c I n f o [ m_sfNum ] = S f A l l o c I n f o ( S fnSf ( m_frameNum +1 , m_sfNum , 0 ) ) ;
411 S l o t A l l o c I n f o d l C t r l S l o t ;
412 d l C t r l S l o t . m_s lo tType = S l o t A l l o c I n f o : : CTRL ;
413 d l C t r l S l o t . m_numCtrlSym = 1 ;
414 d l C t r l S l o t . m_tddMode = S l o t A l l o c I n f o : : DL;
415 d l C t r l S l o t . m_dci . m_numSym = 1 ;
416 d l C t r l S l o t . m_dci . m_symStar t = 0 ;
417 S l o t A l l o c I n f o u l C t r l S l o t ;
418 u l C t r l S l o t . m_s lo tType = S l o t A l l o c I n f o : : CTRL ;
419 u l C t r l S l o t . m_numCtrlSym = 1 ;
420 u l C t r l S l o t . m_tddMode = S l o t A l l o c I n f o : : UL;
421 u l C t r l S l o t . m _ s l o t I d x = 0xFF ;
422 u l C t r l S l o t . m_dci . m_numSym = 1 ;
423 u l C t r l S l o t . m_dci . m_symStar t = m_phyMacConfig−>GetSymbolsPerSubframe ( )−1;
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424 m _ s f A l l o c I n f o [ m_sfNum ] . m _ s l o t A l l o c I n f o . p u s h _ f r o n t ( d l C t r l S l o t ) ;
425 m _ s f A l l o c I n f o [ m_sfNum ] . m _ s l o t A l l o c I n f o . push_back ( u l C t r l S l o t ) ;
426




431 MmWaveUePhy : : S t a r t S l o t ( )
432 {
433 / / s t d : : c o u t << "MmWaveUePhy : : S t a r t S l o t \ n " ;
434 / / u n s i g n e d s l o t I n d = 0 ;
435 S l o t A l l o c I n f o c u r r S l o t ;
436 /∗ i f ( m_slotNum >= m _ c u r r S f A l l o c I n f o . m _ d l S l o t A l l o c I n f o . s i z e ( ) )
437 {
438 i f ( m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o . s i z e ( ) > 0 )
439 {
440 s l o t I n d = m_slotNum − m _ c u r r S f A l l o c I n f o . m _ d l S l o t A l l o c I n f o . s i z e ( ) ;
441 c u r r S l o t = m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o [ s l o t I n d ] ;
442 }
443 }
444 e l s e
445 {
446 i f ( m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o . s i z e ( ) > 0 )
447 {
448 s l o t I n d = m_slotNum ;




453 c u r r S l o t = m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o [ m_slotNum ] ;
454 m _ c u r r S l o t = c u r r S l o t ;
455
456 NS_LOG_INFO ( "UE " << m _ r n t i << " f rame " << m_frameNum << " subf rame " << m_sfNum << " s l o t " << m_slotNum ) ;
457
458 Time s l o t P e r i o d ;
459
460 i f ( m_slotNum == 0) / / r e s e r v e d DL c o n t r o l
461 {
462 / / s t d : : c o u t << "UE−PHY DL m_slotNum == 0 \ n " ;
463 s l o t P e r i o d = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗ m_phyMacConfig−>Ge tDlC t r lSymbo l s ( ) ) ;
464 / / A c r e s c e n t e i e s s a chamada da f u n o AddExpectedTb
465 / /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
466 m_downlinkSpectrumPhy−>AddExpectedTb ( c u r r S l o t . m_dci . m_rn t i , c u r r S l o t . m_dci . m_ndi , c u r r S l o t . m_dci . m_tbSize , c u r r S l o t
. m_dci . m_mcs ,
467 m_channelChunks , c u r r S l o t . m_dci . m_harqProcess , c u r r S l o t . m_dci . m_rv , t r u e ,
468 c u r r S l o t . m_dci . m_symStart , c u r r S l o t . m_dci . m_numSym) ;
469 m_repo r tD lTbS ize ( GetDevice ( )−>G e t O b j e c t <MmWaveUeNetDevice> ( )−>Get Ims i ( ) , c u r r S l o t . m_dci . m_tbSize ) ;
470 / /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
471
472 NS_LOG_DEBUG ( "UE" << m _ r n t i << " RXing DL CTRL frame " << m_frameNum << " subf rame " << ( u n s i g n e d ) m_sfNum << "
symbols "
473 << ( u n s i g n e d ) c u r r S l o t . m_dci . m_symStar t << "−" << ( u n s i g n e d ) ( c u r r S l o t . m_dci . m_symStar t+ c u r r S l o t . m_dci .
m_numSym−1) <<
474 " \ t s t a r t " << S i m u l a t o r : : Now ( ) << " end " << ( S i m u l a t o r : : Now ( ) + s l o t P e r i o d ) ) ;
475 }
476 e l s e i f ( m_slotNum == m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . s i z e ( )−1) / / r e s e r v e d UL c o n t r o l
477 {
478 / / s t d : : c o u t << "Ue−phy UL m_slotNum =! 0 \ n " ;
479 m _ r e c e p t i o n E n a b l e d = f a l s e ;
480 S e t S u b C h a n n e l s F o r T r a n s m i s s i o n ( m_channelChunks ) ;
481 s l o t P e r i o d = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗ m_phyMacConfig−>Ge tUlC t r lSymbo l s ( ) ) ;
482 / / A c r e s c e n t e i e s s a chamada da f u n o AddExpectedTb
483 / /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
484
485 P t r < P a c k e t B u r s t > p k t B u r s t = G e t P a c k e t B u r s t ( S fnSf ( m_frameNum , m_sfNum , c u r r S l o t . m_dci . m_symStar t ) ) ;
486 i f ( p k t B u r s t && p k t B u r s t−>GetNPacke t s ( ) > 0 )
487 {
488 s t d : : l i s t < P t r < Packe t > > p k t s = p k t B u r s t−>G e t P a c k e t s ( ) ;
489 MmWaveMacPduTag t a g ;
490 p k t s . f r o n t ( )−>PeekPacke tTag ( t a g ) ;
491 NS_ASSERT ( ( t a g . GetSfn ( ) . m_sfNum == m_sfNum ) && ( t a g . GetSfn ( ) . m_slotNum == c u r r S l o t . m_dci . m_symStar t ) ) ;
492
493 L te Rad io Be a r e rT ag b e a r e r T a g ;
494 i f ( ! p k t s . f r o n t ( )−>PeekPacke tTag ( b e a r e r T a g ) )
495 {
496 NS_FATAL_ERROR ( "No r a d i o b e a r e r t a g " ) ;
497 }
498 }
499 e l s e
500 {
501 / / somet imes t h e UE w i l l be s c h e d u l e d when no d a t a i s queued
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502 / / i n t h i s case , send an empty PDU
503 MmWaveMacPduTag t a g ( SfnSf ( m_frameNum , m_sfNum , c u r r S l o t . m_dci . m_symStar t ) ) ;
504 P t r < Packe t > emptyPdu = C r e a t e < Packe t > ( ) ;
505 MmWaveMacPduHeader h e a d e r ;
506 MacSubheader s u b h e a d e r ( 3 , 0 ) ; / / l c i d = 3 , s i z e = 0
507 h e a d e r . AddSubheader ( s u b h e a d e r ) ;
508 emptyPdu−>AddHeader ( h e a d e r ) ;
509 emptyPdu−>AddPacketTag ( t a g ) ;
510 L te Rad io Be a r e rT ag b e a r e r T a g ( m_rn t i , 3 , 0 ) ;
511 emptyPdu−>AddPacketTag ( b e a r e r T a g ) ;
512 p k t B u r s t = C r e a t e O b j e c t < P a c k e t B u r s t > ( ) ;
513 p k t B u r s t−>AddPacket ( emptyPdu ) ;
514 }
515
516 m_repo r tU lTbS ize ( GetDevice ( )−>G e t O b j e c t <MmWaveUeNetDevice> ( )−>Get Ims i ( ) , c u r r S l o t . m_dci . m_tbSize ) ;
517
518 / /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
519 s t d : : l i s t < P t r <MmWaveControlMessage > > c t r l M s g = G e t C o n t r o l M e s s a g e s ( ) ;
520 NS_LOG_DEBUG ( "UE" << m _ r n t i << " TXing UL CTRL frame " << m_frameNum << " subf rame " << ( u n s i g n e d ) m_sfNum << "
symbols "
521 << ( u n s i g n e d ) c u r r S l o t . m_dci . m_symStar t << "−" << ( u n s i g n e d ) ( c u r r S l o t . m_dci . m_symStar t+ c u r r S l o t . m_dci .
m_numSym−1) <<
522 " \ t s t a r t " << S i m u l a t o r : : Now ( ) << " end " << ( S i m u l a t o r : : Now ( ) + s l o t P e r i o d−NanoSeconds ( 1 . 0 ) ) ) ;
523 S e n d C t r l C h a n n e l s ( p k t B u r s t , c t r lMsg , s l o t P e r i o d−NanoSeconds ( 1 . 0 ) , m_slotNum ) ;
524
525 }
526 e l s e i f ( c u r r S l o t . m_dci . m_format == DciInfoElementTdma : : DL) / / s c h e d u l e d DL d a t a s l o t
527 {
528 / / s t d : : c o u t << " E n t rou no i f \ n " ;
529 m _ r e c e p t i o n E n a b l e d = t r u e ;
530 s l o t P e r i o d = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗ c u r r S l o t . m_dci . m_numSym) ;
531 / / s t d : : c o u t << " AddExpectedTb − UE \ n " ;
532 m_downlinkSpectrumPhy−>AddExpectedTb ( c u r r S l o t . m_dci . m_rn t i , c u r r S l o t . m_dci . m_ndi , c u r r S l o t . m_dci . m_tbSize , c u r r S l o t
. m_dci . m_mcs ,
533 m_channelChunks , c u r r S l o t . m_dci . m_harqProcess , c u r r S l o t . m_dci . m_rv , t r u e ,
534 c u r r S l o t . m_dci . m_symStart , c u r r S l o t . m_dci . m_numSym) ;
535 m_repo r tD lTbS ize ( GetDevice ( )−>G e t O b j e c t <MmWaveUeNetDevice> ( )−>Get Ims i ( ) , c u r r S l o t . m_dci . m_tbSize ) ;
536 NS_LOG_DEBUG ( "UE" << m _ r n t i << " RXing DL DATA frame " << m_frameNum << " subf rame " << ( u n s i g n e d ) m_sfNum << "
symbols "
537 << ( u n s i g n e d ) c u r r S l o t . m_dci . m_symStar t << "−" << ( u n s i g n e d ) ( c u r r S l o t . m_dci . m_symStar t+ c u r r S l o t . m_dci .
m_numSym−1) <<
538 " \ t s t a r t " << S i m u l a t o r : : Now ( ) << " end " << ( S i m u l a t o r : : Now ( ) + s l o t P e r i o d ) ) ;
539 }
540 e l s e i f ( c u r r S l o t . m_dci . m_format == DciInfoElementTdma : : UL) / / s c h e d u l e d UL d a t a s l o t
541 {
542 m _ r e c e p t i o n E n a b l e d = f a l s e ;
543 S e t S u b C h a n n e l s F o r T r a n s m i s s i o n ( m_channelChunks ) ;
544 s l o t P e r i o d = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗ c u r r S l o t . m_dci . m_numSym) ;
545 s t d : : l i s t < P t r <MmWaveControlMessage > > c t r l M s g = G e t C o n t r o l M e s s a g e s ( ) ;
546 P t r < P a c k e t B u r s t > p k t B u r s t = G e t P a c k e t B u r s t ( S fnSf ( m_frameNum , m_sfNum , c u r r S l o t . m_dci . m_symStar t ) ) ;
547 i f ( p k t B u r s t && p k t B u r s t−>GetNPacke t s ( ) > 0 )
548 {
549 s t d : : l i s t < P t r < Packe t > > p k t s = p k t B u r s t−>G e t P a c k e t s ( ) ;
550 MmWaveMacPduTag t a g ;
551 p k t s . f r o n t ( )−>PeekPacke tTag ( t a g ) ;
552 NS_ASSERT ( ( t a g . GetSfn ( ) . m_sfNum == m_sfNum ) && ( t a g . GetSfn ( ) . m_slotNum == c u r r S l o t . m_dci . m_symStar t ) ) ;
553
554 L te Rad io Be a r e rT ag b e a r e r T a g ;
555 i f ( ! p k t s . f r o n t ( )−>PeekPacke tTag ( b e a r e r T a g ) )
556 {
557 NS_FATAL_ERROR ( "No r a d i o b e a r e r t a g " ) ;
558 }
559 }
560 e l s e
561 {
562 / / somet imes t h e UE w i l l be s c h e d u l e d when no d a t a i s queued
563 / / i n t h i s case , send an empty PDU
564 MmWaveMacPduTag t a g ( SfnSf ( m_frameNum , m_sfNum , c u r r S l o t . m_dci . m_symStar t ) ) ;
565 P t r < Packe t > emptyPdu = C r e a t e < Packe t > ( ) ;
566 MmWaveMacPduHeader h e a d e r ;
567 MacSubheader s u b h e a d e r ( 3 , 0 ) ; / / l c i d = 3 , s i z e = 0
568 h e a d e r . AddSubheader ( s u b h e a d e r ) ;
569 emptyPdu−>AddHeader ( h e a d e r ) ;
570 emptyPdu−>AddPacketTag ( t a g ) ;
571 L te Rad io Be a r e rT ag b e a r e r T a g ( m_rn t i , 3 , 0 ) ;
572 emptyPdu−>AddPacketTag ( b e a r e r T a g ) ;
573 p k t B u r s t = C r e a t e O b j e c t < P a c k e t B u r s t > ( ) ;
574 p k t B u r s t−>AddPacket ( emptyPdu ) ;
575 }
576 m_repo r tU lTbS ize ( GetDevice ( )−>G e t O b j e c t <MmWaveUeNetDevice> ( )−>Get Ims i ( ) , c u r r S l o t . m_dci . m_tbSize ) ;
577 NS_LOG_DEBUG ( "UE" << m _ r n t i << " TXing UL DATA frame " << m_frameNum << " subf rame " << ( u n s i g n e d ) m_sfNum << "
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symbols "
578 << ( u n s i g n e d ) c u r r S l o t . m_dci . m_symStar t << "−" << ( u n s i g n e d ) ( c u r r S l o t . m_dci . m_symStar t+ c u r r S l o t . m_dci .
m_numSym−1)
579 << " \ t s t a r t " << S i m u l a t o r : : Now ( ) << " end " << ( S i m u l a t o r : : Now ( ) + s l o t P e r i o d ) ) ;
580 S i m u l a t o r : : S c h e d u l e ( NanoSeconds ( 1 . 0 ) , &MmWaveUePhy : : SendDataChannels , t h i s , p k t B u r s t , c t r lMsg , s l o t P e r i o d−
NanoSeconds ( 2 . 0 ) , m_slotNum ) ;
581 }
582
583 m _ p r e v S l o t D i r = c u r r S l o t . m_tddMode ;
584
585 m_phySapUser−>S u b f r a m e I n d i c a t i o n ( SfnSf ( m_frameNum , m_sfNum , m_slotNum ) ) ; / / t r i g g e r mac
586
587 / / NS_LOG_DEBUG ( " MmWaveUePhy : S c h e d u l i n g s l o t end f o r " << s l o t P e r i o d ) ;





593 MmWaveUePhy : : EndS lo t ( )
594 {
595 i f ( m_slotNum == m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o . s i z e ( )−1)
596 { / / end of subf rame
597 u i n t 1 6 _ t frameNum ;
598 u i n t 8 _ t sfNum ;
599 i f ( m_sfNum == m_phyMacConfig−>GetSubf ramesPerFrame ( )−1)
600 {
601 sfNum = 0 ;
602 frameNum = m_frameNum + 1 ;
603 }
604 e l s e
605 {
606 frameNum = m_frameNum ;
607 sfNum = m_sfNum + 1 ;
608 }
609 m_slotNum = 0 ;
610 / / NS_LOG_DEBUG ( " MmWaveUePhy : Next subf rame s c h e d u l e d f o r " << m _ l a s t S f S t a r t + m _ s f P e r i o d − S i m u l a t o r : : Now ( ) ) ;
611 S i m u l a t o r : : S c h e d u l e ( m _ l a s t S f S t a r t + m _ s f P e r i o d − S i m u l a t o r : : Now ( ) , &MmWaveUePhy : : S u b f r a m e I n d i c a t i o n , t h i s , frameNum
, sfNum ) ;
612 }
613 e l s e
614 {
615 Time n e x t S l o t S t a r t ;
616 /∗ u i n t 8 _ t s l o t I n d = m_slotNum +1;
617 i f ( s l o t I n d >= m _ c u r r S f A l l o c I n f o . m _ d l S l o t A l l o c I n f o . s i z e ( ) )
618 {
619 i f ( m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o . s i z e ( ) > 0 )
620 {
621 s l o t I n d = s l o t I n d − m _ c u r r S f A l l o c I n f o . m _ d l S l o t A l l o c I n f o . s i z e ( ) ;
622 n e x t S l o t S t a r t = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗
623 m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o [ s l o t I n d ] . m_dci . m_symStar t ) ;
624 }
625 }
626 e l s e
627 {
628 i f ( m _ c u r r S f A l l o c I n f o . m _ u l S l o t A l l o c I n f o . s i z e ( ) > 0 )
629 {
630 n e x t S l o t S t a r t = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗




635 n e x t S l o t S t a r t = NanoSeconds ( 1 0 0 0 . 0 ∗ m_phyMacConfig−>GetSymbolPer iod ( ) ∗
636 m _ c u r r S f A l l o c I n f o . m _ s l o t A l l o c I n f o [ m_slotNum ] . m_dci . m_symStar t ) ;
637 S i m u l a t o r : : S c h e d u l e ( n e x t S l o t S t a r t + m _ l a s t S f S t a r t−S i m u l a t o r : : Now ( ) , &MmWaveUePhy : : S t a r t S l o t , t h i s ) ;
638 }
639
640 i f ( m _ r e c e p t i o n E n a b l e d )
641 {





647 u i n t 3 2 _ t
648 MmWaveUePhy : : GetSubframeNumber ( vo id )
649 {




654 MmWaveUePhy : : P hy D a t a P ac k e t R e c e i v e d ( P t r < Packe t > p )
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655 {
656 S i m u l a t o r : : S c h e d u l e W i t h C o n t e x t ( m_netDevice−>GetNode ( )−>Get Id ( ) ,
657 MicroSeconds ( m_phyMacConfig−>GetTbDecodeLatency ( ) ) ,
658 &MmWaveUePhySapUser : : ReceivePhyPdu ,
659 m_phySapUser ,
660 p ) ;




665 MmWaveUePhy : : SendDataChanne l s ( P t r < P a c k e t B u r s t > pb , s t d : : l i s t < P t r <MmWaveControlMessage > > c t r lMsg , Time d u r a t i o n , u i n t 8 _ t
s l o t I n d )
666 {
667
668 / / P t r <AntennaArrayModel > a n t e n n a A r r a y = DynamicCast <AntennaArrayModel > ( GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
669 /∗ s e t beamforming v e c t o r ;
670 ∗ f o r UE, you can choose 16 a n t e n n a wi th 0−7 s e c t o r s , o r 4 a n t e n n a wi th 0−3 s e c t o r s
671 ∗ i n p u t i s ( s e c t o r , a n t e n n a number )
672 ∗
673 ∗ ∗ /
674 / / a n t e nn aA r r a y−>S e t S e c t o r ( 3 , 1 6 ) ;
675
676 i f ( pb−>GetNPacke t s ( ) > 0 )
677 {
678 L te Rad io Be a r e rT ag t a g ;
679 i f ( ! pb−>G e t P a c k e t s ( ) . f r o n t ( )−>PeekPacke tTag ( t a g ) )
680 {








689 MmWaveUePhy : : S e n d C t r l C h a n n e l s ( P t r < P a c k e t B u r s t > pb , s t d : : l i s t < P t r <MmWaveControlMessage > > c t r lMsg , Time prd , u i n t 8 _ t s l o t I n d
)
690 {
691 / / s t d : : c o u t << "MmWaveUePhy : : S e n d C t r l C h a n n e l s \ n " ;
692 / / Mudando p a r a o m n i d i r e c o n a l nas msgs de RACH
693 P t r <AntennaArrayModel > a n t e n n a A r r a y = DynamicCast <AntennaArrayModel > ( GetDlSpectrumPhy ( )−>GetRxAntenna ( ) ) ;
694 a n t e nn aA r r a y−>ChangeToOmniTx ( ) ;
695 s t d : : l i s t < P t r <MmWaveControlMessage > > : : i t e r a t o r i t ;
696 f o r ( i t = c t r l M s g . b e g i n ( ) ; i t != c t r l M s g . end ( ) ; i t ++)
697 {
698 P t r <MmWaveControlMessage > msg = (∗ i t ) ;
699
700 / / i f ( msg−>GetMessageType ( ) == MmWaveControlMessage : : RAR | |
701 / / msg−>GetMessageType ( ) == MmWaveControlMessage : : RACH_PREAMBLE)
702
703 / / {
704 / / s t d : : cou t <<"MUDOU PARA OMNIDIRECIONAL \ n " ;
705 a n t e nn aA r r a y−>ChangeToOmniTx ( ) ;
706 / / }
707 }
708
709 m_downlinkSpectrumPhy−>S t a r t T x D l C o n t r o l F r a m e s ( pb , c t r lMsg , prd , s l o t I n d ) ;




714 u i n t 3 2 _ t
715 MmWaveUePhy : : GetAbsolu teSubframeNo ( )
716 {
717 r e t u r n ( ( m_frameNum−1)∗8 + m_slotNum ) ;
718 }
719
720 P t r <MmWaveDlCqiMessage>
721 MmWaveUePhy : : Crea teDlCqiFeedbackMessage ( c o n s t Spec t rumValue& s i n r )
722 {
723 i f ( ! m_amc )
724 {
725 m_amc = C r e a t e O b j e c t <MmWaveAmc> ( m_phyMacConfig ) ;
726 }
727 NS_LOG_FUNCTION ( t h i s ) ;
728 Spec t rumValue newSinr = s i n r ;
729
730 / / s t d : : c o u t << "SINR DOWNLINK" << s i n r << " \ n " ;
731 / / CREATE DlCq iL teCon t ro lMessage
732 P t r <MmWaveDlCqiMessage> msg = Crea t e <MmWaveDlCqiMessage> ( ) ;
733 D l C q i I n f o d l c q i ;
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734
735 d l c q i . m _ r n t i = m _ r n t i ;
736 d l c q i . m_cqiType = D l C q i I n f o : :WB;
737
738 s t d : : v e c t o r < i n t > c q i ;
739
740 / / u i n t 8 _ t d lBandwid th = m_phyMacConfig−>GetNumChunkPerRb ( ) ∗ m_phyMacConfig−>GetNumRb ( ) ;
741 NS_ASSERT ( m _ c u r r S l o t . m_dci . m_format ==0) ;
742 i n t mcs ;
743 d l c q i . m_wbCqi = m_amc−>CreateCqiFeedbackWbTdma ( newSinr , m _ c u r r S l o t . m_dci . m_numSym , m _ c u r r S l o t . m_dci . m_tbSize , mcs ) ;
744
745 / / i n t a c t i v e S u b C h a n n e l s = newSinr . GetSpectrumModel ( )−>GetNumBands ( ) ;
746 /∗ c q i = m_amc−>Crea teCqiFeedbacksTdma ( newSinr , m_currNumSym ) ;
747 i n t nbSubChannels = c q i . s i z e ( ) ;
748 d oub l e cqiSum = 0 . 0 ;
749 / / a v e r a g e t h e CQIs o f t h e d i f f e r e n t RBs
750 f o r ( i n t i = 0 ; i < nbSubChannels ; i ++)
751 {
752 i f ( c q i . a t ( i ) != −1)
753 {
754 cqiSum += c q i . a t ( i ) ;
755 a c t i v e S u b C h a n n e l s ++;
756 }
757 / / NS_LOG_DEBUG ( t h i s << " subch " << i << " c q i " << c q i . a t ( i ) ) ;
758 }∗ /
759 / / i f ( a c t i v e S u b C h a n n e l s > 0 )
760 / / {
761 / / d l c q i . m_wbCqi = ( ( u i n t 1 6 _ t ) cqiSum / a c t i v e S u b C h a n n e l s ) ;
762 / / }
763 / / e l s e
764 / / {
765 / / / / a p p r o x i m a t e wi th t h e w o r s t c a s e −> CQI = 1
766 / / d l c q i . m_wbCqi = 1 ;
767 / / }
768 msg−>Se tDlCq i ( d l c q i ) ;




773 MmWaveUePhy : : G e n e r a t e D l C q i R e p o r t ( c o n s t Spec t rumValue& s i n r )
774 {
775 i f ( m_ulConf igured && ( m _ r n t i > 0 ) && m _ r e c e p t i o n E n a b l e d )
776 {
777 i f ( S i m u l a t o r : : Now ( ) > m_wbCqiLast + m_wbCqiPeriod )
778 {
779 Spec t rumValue newSinr = s i n r ;
780 P t r <MmWaveDlCqiMessage> msg = Crea teDlCqiFeedbackMessage ( newSinr ) ;
781
782 / / s t d : : c o u t << "SINR DOWNLINK" << s i n r << " \ n " ;
783 / /−−−−−−−−−A c r e s c e n t e i
784 Values : : c o n s t _ i t e r a t o r i t ;
785 d oub l e s i n r d b m e d i a ;
786 f o r ( i t = s i n r . Cons tVa luesBeg in ( ) ; i t != s i n r . Cons tValuesEnd ( ) ; i t ++)
787 {
788 d ou b l e s i n r d b = 10 ∗ s t d : : l og10 ( (∗ i t ) ) ;
789 s i n r d b m e d i a = s i n r d b m e d i a + s i n r d b ;
790
791 }
792 s i n r d b m e d i a = s i n r d b m e d i a / 7 2 ;
793 / / s t d : : cou t << " s i n r ( db ) DOWNLINK= \ t " << s i n r d b m e d i a << " \ n " ;
794 / /−−−−−−−−−−−−−−−−−−−−−−−−−−−−
795
796 i f ( msg )
797 {
798 DoSendControlMessage ( msg ) ;
799 }
800 P t r <MmWaveUeNetDevice> UeRx = DynamicCast <MmWaveUeNetDevice> ( GetDevice ( ) ) ;






807 MmWaveUePhy : : Rece iveLteDlHarqFeedback ( DlHarq In fo m)
808 {
809 NS_LOG_FUNCTION ( t h i s ) ;
810 / / g e n e r a t e f e e d b a c k t o eNB and send i t t h r o u g h i d e a l PUCCH
811 P t r <MmWaveDlHarqFeedbackMessage > msg = Crea t e <MmWaveDlHarqFeedbackMessage > ( ) ;
812 msg−>SetDlHarqFeedback (m) ;
813 S i m u l a t o r : : S c h e d u l e ( MicroSeconds ( m_phyMacConfig−>GetTbDecodeLatency ( ) ) , &MmWaveUePhy : : DoSendControlMessage , t h i s , msg ) ;
814 / / i f (m. m _ h a r q S t a t u s == DlHarq In fo : : NACK) / / N o t i f y MAC/RLC
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815 / / {
816 / / m_phySapUser−>N o t i f y H a r q D e l i v e r y F a i l u r e (m. m _ h a r q P r o c e s s I d ) ;




821 MmWaveUePhy : : I s R e c e p t i o n E n a b l e d ( )
822 {




827 MmWaveUePhy : : R e s e t R e c e p t i o n ( )
828 {
829 m _ r e c e p t i o n E n a b l e d = f a l s e ;
830 }
831
832 u i n t 1 6 _ t
833 MmWaveUePhy : : G e t R n t i ( )
834 {





840 MmWaveUePhy : : DoReset ( )
841 {




846 MmWaveUePhy : : D o S t a r t C e l l S e a r c h ( u i n t 1 6 _ t d l E a r f c n )
847 {




852 MmWaveUePhy : : DoSynchronizeWithEnb ( u i n t 1 6 _ t c e l l I d , u i n t 1 6 _ t d l E a r f c n )
853 {
854 NS_LOG_FUNCTION ( t h i s << c e l l I d << d l E a r f c n ) ;




859 MmWaveUePhy : : DoSetPa ( d ou b l e pa )
860 {





866 MmWaveUePhy : : DoSynchronizeWithEnb ( u i n t 1 6 _ t c e l l I d )
867 {
868 NS_LOG_FUNCTION ( t h i s << c e l l I d ) ;
869 i f ( c e l l I d == 0)
870 {





876 MmWaveUePhy : : DoSetDlBandwidth ( u i n t 8 _ t d lBandwid th )
877 {





883 MmWaveUePhy : : DoConf igu reUpl ink ( u i n t 1 6 _ t u l E a r f c n , u i n t 8 _ t u lBandwid th )
884 {
885 NS_LOG_FUNCTION ( t h i s << u l E a r f c n << u lBandwid th ) ;




890 MmWaveUePhy : : D o C o n f i g u r e R e f e r e n c e S i g n a l P o w e r ( i n t 8 _ t r e f e r e n c e S i g n a l P o w e r )
891 {





896 MmWaveUePhy : : DoSe tRnt i ( u i n t 1 6 _ t r n t i )
897 {
898 NS_LOG_FUNCTION ( t h i s << r n t i ) ;




903 MmWaveUePhy : : DoSetTransmiss ionMode ( u i n t 8 _ t txMode )
904 {




909 MmWaveUePhy : : D o S e t S r s C o n f i g u r a t i o n I n d e x ( u i n t 1 6 _ t s r c C i )
910 {




915 MmWaveUePhy : : Se tPhySapUser ( MmWaveUePhySapUser∗ p t r )
916 {




921 MmWaveUePhy : : SetHarqPhyModule ( P t r <MmWaveHarqPhy> ha rq )
922 {







3 ∗ mmwave−spec t rum−phy . cc
4 ∗
5 ∗ C r e a t e d on : Nov 5 , 2014
6 ∗ Author : s o u r j y a
7 ∗ /
8
9 # i n c l u d e <ns3 / o b j e c t−f a c t o r y . h>
10 # i n c l u d e <ns3 / l o g . h>
11 # i n c l u d e <ns3 / p t r . h>
12 # i n c l u d e <ns3 / b o o l e a n . h>
13 # i n c l u d e <cmath >
14 # i n c l u d e <ns3 / s i m u l a t o r . h>
15 # i n c l u d e <ns3 / t r a c e−sou rce−a c c e s s o r . h>
16 # i n c l u d e <ns3 / an tenna−model . h>
17 # i n c l u d e "mmwave−spec t rum−phy . h "
18 # i n c l u d e "mmwave−phy−mac−common . h "
19 # i n c l u d e <ns3 / mmwave−enb−ne t−d e v i c e . h>
20 # i n c l u d e <ns3 / mmwave−ue−ne t−d e v i c e . h>
21 # i n c l u d e <ns3 / mmwave−ue−phy . h>
22 # i n c l u d e "mmwave−r a d i o−b e a r e r−t a g . h "
23 # i n c l u d e < s t d i o . h>
24 # i n c l u d e <ns3 / d oub l e . h>
25 # i n c l u d e <ns3 / mmwave−mi−e r r o r−model . h>
26 # i n c l u d e "mmwave−mac−pdu−t a g . h "
27
28 namespace ns3 {
29
30 NS_LOG_COMPONENT_DEFINE ( " MmWaveSpectrumPhy " ) ;
31
32 NS_OBJECT_ENSURE_REGISTERED ( MmWaveSpectrumPhy ) ;
33
34 s t a t i c c o n s t d oub l e b le r_max = 0 . 5 ;
35
36 s t a t i c c o n s t d oub l e E f f e c t i v e C o d i n g R a t e [ 2 9 ] = {
37 0 . 0 8 ,
38 0 . 1 ,
39 0 . 1 1 ,
40 0 . 1 5 ,
41 0 . 1 9 ,
42 0 . 2 4 ,
43 0 . 3 ,
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44 0 . 3 7 ,
45 0 . 4 4 ,
46 0 . 5 1 ,
47 0 . 3 ,
48 0 . 3 3 ,
49 0 . 3 7 ,
50 0 . 4 2 ,
51 0 . 4 8 ,
52 0 . 5 4 ,
53 0 . 6 ,
54 0 . 4 3 ,
55 0 . 4 5 ,
56 0 . 5 ,
57 0 . 5 5 ,
58 0 . 6 ,
59 0 . 6 5 ,
60 0 . 7 ,
61 0 . 7 5 ,
62 0 . 8 ,
63 0 . 8 5 ,
64 0 . 8 9 ,
65 0 . 9 2
66 } ;
67
68 MmWaveSpectrumPhy : : MmWaveSpectrumPhy ( )
69 : m _ s t a t e ( IDLE )
70 {
71 m _ i n t e r f e r e n c e D a t a = C r e a t e O b j e c t <mmWaveInterference > ( ) ;
72 m_random = C r e a t e O b j e c t <UniformRandomVariable > ( ) ;
73 m_random−>S e t A t t r i b u t e ( " Min " , DoubleValue ( 0 . 0 ) ) ;
74 m_random−>S e t A t t r i b u t e ( "Max" , DoubleValue ( 1 . 0 ) ) ;
75 }






82 MmWaveSpectrumPhy : : GetTypeId ( vo id )
83 {
84 s t a t i c TypeId
85 t i d =
86 TypeId ( " ns3 : : MmWaveSpectrumPhy " )
87 . S e t P a r e n t <NetDevice > ( )
88 . AddTraceSource ( " RxPacketTraceEnb " ,
89 " The no . o f p a c k e t s r e c e i v e d and t r a n s m i t t e d by t h e Base S t a t i o n " ,
90 MakeTraceSourceAccessor (&MmWaveSpectrumPhy : : m_rxPacke tTraceEnb ) ,
91 " ns3 : : EnbTxRxPacketCount : : T r a c e d C a l l b a c k " )
92 . AddTraceSource ( " RxPacketTraceUe " ,
93 " The no . o f p a c k e t s r e c e i v e d and t r a n s m i t t e d by t h e User Device " ,
94 MakeTraceSourceAccessor (&MmWaveSpectrumPhy : : m_rxPacketTraceUe ) ,
95 " ns3 : : UeTxRxPacketCount : : T r a c e d C a l l b a c k " )
96 . A d d A t t r i b u t e ( " Da taEr ro rMode lEnab led " ,
97 " A c t i v a t e / D e a c t i v a t e t h e e r r o r model o f d a t a ( TBs of PDSCH and PUSCH) [ by d e f a u l t i s
a c t i v e ] . " ,
98 BooleanValue ( t r u e ) ,
99 MakeBooleanAccessor (&MmWaveSpectrumPhy : : m_da taEr ro rMode lEnab led ) ,
100 MakeBooleanChecker ( ) )
101 ;
102
103 r e t u r n t i d ;
104 }
105 vo id






112 MmWaveSpectrumPhy : : S e t D e v i c e ( P t r <NetDevice > d )
113 {
114 m_device = d ;
115
116 P t r <MmWaveEnbNetDevice> enbNetDev =
117 DynamicCast <MmWaveEnbNetDevice> ( GetDevice ( ) ) ;
118
119 i f ( enbNetDev != 0)
120 {
121 m_isEnb = t r u e ;
122 / / s t d : : c o u t << " m_isEnb =" << m_isEnb << " \ n " ;
123 }
97
124 e l s e
125 {
126 / / s t d : : c o u t << " m_isEnb =" << m_isEnb << " \ n " ;




131 P t r <NetDevice >
132 MmWaveSpectrumPhy : : GetDevice ( ) c o n s t
133 {
134 r e t u r n m_device ;




139 MmWaveSpectrumPhy : : S e t M o b i l i t y ( P t r < Mobi l i tyModel > m)
140 {
141 m_mobi l i t y = m;
142 }
143
144 P t r < Mobi l i tyModel >
145 MmWaveSpectrumPhy : : G e t M o b i l i t y ( )
146 {




151 MmWaveSpectrumPhy : : S e t C h a n n e l ( P t r < Spect rumChannel > c )
152 {
153 m_channel = c ;
154 }
155
156 P t r < c o n s t SpectrumModel >
157 MmWaveSpectrumPhy : : GetRxSpectrumModel ( ) c o n s t
158 {
159 r e t u r n m_rxSpectrumModel ;
160 }
161
162 P t r <AntennaModel >
163 MmWaveSpectrumPhy : : GetRxAntenna ( )
164 {




169 MmWaveSpectrumPhy : : Se tAn tenna ( P t r <AntennaModel > a )
170 {




175 MmWaveSpectrumPhy : : S e t S t a t e ( S t a t e n e w S t a t e )
176 {




181 MmWaveSpectrumPhy : : C h a n g e S t a t e ( S t a t e n e w S t a t e )
182 {
183 NS_LOG_LOGIC ( t h i s << " s t a t e : " << m _ s t a t e << " −> " << n e w S t a t e ) ;





189 MmWaveSpectrumPhy : : S e t N o i s e P o w e r S p e c t r a l D e n s i t y ( P t r < c o n s t Spect rumValue > n o i s e P s d )
190 {
191 NS_LOG_FUNCTION ( t h i s << n o i s e P s d ) ;
192 NS_ASSERT ( n o i s e P s d ) ;
193 m_rxSpectrumModel = no i s ePsd−>GetSpectrumModel ( ) ;





199 MmWaveSpectrumPhy : : S e t T x P o w e r S p e c t r a l D e n s i t y ( P t r <Spect rumValue > TxPsd )
200 {





205 MmWaveSpectrumPhy : : SetPhyRxDataEndOkCal lback ( MmWavePhyRxDataEndOkCallback c )
206 {





212 MmWaveSpectrumPhy : : Se tPhyRxCt r lEndOkCal lback ( MmWavePhyRxCtrlEndOkCallback c )
213 {




218 MmWaveSpectrumPhy : : AddExpectedTb ( u i n t 1 6 _ t r n t i , u i n t 8 _ t ndi , u i n t 1 6 _ t s i z e , u i n t 8 _ t mcs ,
219 s t d : : v e c t o r < i n t > chunkMap , u i n t 8 _ t ha rq Id , u i n t 8 _ t rv , boo l downlink ,
220 u i n t 8 _ t symSta r t , u i n t 8 _ t numSym )
221 {
222 / / l a y e r = l a y e r ;
223 ExpectedTbMap_t : : i t e r a t o r i t ;
224 i t = m_expectedTbs . f i n d ( r n t i ) ;
225 i f ( i t != m_expectedTbs . end ( ) )
226 {
227 m_expectedTbs . e r a s e ( i t ) ;
228 }
229 / / i n s e r t new e n t r y
230 / / E x p e c t e d T b I n f o _ t t b I n f o = { ndi , s i z e , mcs , chunkMap , ha rq Id , rv , 0 . 0 , downlink , f a l s e , f a l s e , 0 } ;
231 E x p e c t e d T b I n f o _ t t b I n f o = { ndi , s i z e , mcs , chunkMap , ha rq Id , rv , 0 . 0 , downlink , f a l s e , f a l s e , 0 , symSta r t , numSym } ;





237 MmWaveSpectrumPhy : : AddExpectedTb ( u i n t 1 6 _ t r n t i , u i n t 1 6 _ t s i z e , u i n t 8 _ t mcs , s t d : : v e c t o r < i n t > chunkMap , boo l downl ink )
238 {
239 / / l a y e r = l a y e r ;
240 ExpectedTbMap_t : : i t e r a t o r i t ;
241 i t = m_expectedTbs . f i n d ( r n t i ) ;
242 i f ( i t != m_expectedTbs . end ( ) )
243 {
244 m_expectedTbs . e r a s e ( i t ) ;
245 }
246 / / i n s e r t new e n t r y
247 E x p e c t e d T b I n f o _ t t b I n f o = {1 , s i z e , mcs , chunkMap , 0 , 0 , 0 . 0 , downlink , f a l s e , f a l s e } ;





253 MmWaveSpectrumPhy : : Se tPhyDlHarqFeedbackCa l lback ( MmWavePhyDlHarqFeedbackCallback c )
254 {
255 NS_LOG_FUNCTION ( t h i s ) ;




260 MmWaveSpectrumPhy : : Se tPhyUlHarqFeedbackCa l lback ( MmWavePhyUlHarqFeedbackCallback c )
261 {
262 NS_LOG_FUNCTION ( t h i s ) ;




267 MmWaveSpectrumPhy : : S t a r t R x ( P t r < S p e c t r u m S i g n a l P a r a m e t e r s > params )
268 {
269 / / s t d : : c o u t << " m _ s t a t e do Sta r tRX == " << m _ s t a t e << " \ n " ;
270
271 NS_LOG_FUNCTION( t h i s ) ;
272
273 P t r <MmWaveEnbNetDevice> EnbTx =
274 DynamicCast <MmWaveEnbNetDevice> ( params−>txPhy−>GetDevice ( ) ) ;
275 P t r <MmWaveEnbNetDevice> enbRx =
276 DynamicCast <MmWaveEnbNetDevice> ( GetDevice ( ) ) ;
277 i f ( ( EnbTx != 0 && enbRx != 0) | | ( EnbTx == 0 && enbRx == 0) )
278 {
279 NS_LOG_INFO ( "BS t o BS or UE t o UE t r a n s m i s s i o n n e g l e c t e d . " ) ;
280 r e t u r n ;
281 }
282
283 P t r <MmwaveSpect rumSignalParametersDataFrame > mmwaveDataRxParams =
284 DynamicCast <MmwaveSpect rumSignalParametersDataFrame > ( params ) ;
285
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286 P t r < MmWaveSpect rumSignalParametersDlCtr lFrame > DlCt r lRxParams =
287 DynamicCast < MmWaveSpect rumSignalParametersDlCtr lFrame > ( params ) ;
288
289 i f ( mmwaveDataRxParams ! = 0 )
290 {
291 / / s t d : : cou t << " mmwaveDataRxParams !=0 \ n " ;
292 boo l i s A l l o c a t e d = t r u e ;
293 P t r <MmWaveUeNetDevice> ueRx = 0 ;
294 ueRx = DynamicCast <MmWaveUeNetDevice> ( GetDevice ( ) ) ;
295
296 i f ( ( ueRx ! = 0 ) && ( ueRx−>GetPhy ( )−>I s R e c e p t i o n E n a b l e d ( ) == f a l s e ) )
297 {
298 i s A l l o c a t e d = f a l s e ;
299 }
300
301 i f ( i s A l l o c a t e d )
302 {
303 m _ i n t e r f e r e n c e D a t a−>AddSigna l ( mmwaveDataRxParams−>psd , mmwaveDataRxParams−>d u r a t i o n ) ;
304 / / s t d : : cou t << " m _ i n t e r f e r e n c e D a t a−>AddSigna l \ n " ;
305 i f ( mmwaveDataRxParams−>c e l l I d == m _ c e l l I d )
306 {
307 / / m _ i n t e r f e r e n c e D a t a−>AddSigna l ( mmwaveDataRxParams−>psd , mmwaveDataRxParams−>d u r a t i o n ) ;
308 S t a r t R x D a t a ( mmwaveDataRxParams ) ;
309 }
310 /∗
311 e l s e
312 {
313 i f ( ueRx != 0)
314 {






321 e l s e
322 {
323 / / s t d : : cou t << " mmwaveDataRxParams=0 \ n " ;
324
325 i f ( DlCt r lRxParams ! = 0 )
326 {
327 / / s t d : : cou t << " DlCtr lRxParams−>d u r a t i o n " << DlCtr lRxParams−>d u r a t i o n << " \ n " ;
328 / / s t d : : cou t << " m _ i n t e r f e r e n c e D a t a−>AddSigna l \ n " ;
329 m _ i n t e r f e r e n c e D a t a−>AddSigna l ( DlCtr lRxParams−>psd , DlCtr lRxParams−>d u r a t i o n ) ; / / A c r e s c e n t e i e s s a l i n h a
330 / / s t d : : cou t << " m _ i n t e r f e r e n c e D a t a−>AddSigna l \ n " ;
331 / / s t d : : cou t << "PSD : \ t " << (∗DlCtr lRxParams−>psd ) << " \ n " ;
332 i f ( DlCtr lRxParams−>c e l l I d == m _ c e l l I d )
333 {
334 / / S t a r t R x C t r l ( params ) ;
335 / / s t d : : c o u t << " S t a r t R x C t r l ( DlCt r lRxParams ) \ n " ;
336 C h a n g e S t a t e ( IDLE ) ; / / A c r e s c e n t e i e s s a l i n h a
337 S t a r t R x C t r l ( DlCt r lRxParams ) ; / / A l t e r e i a q u i
338 }
339 e l s e
340 {







348 MmWaveSpectrumPhy : : S t a r t R x D a t a ( P t r <MmwaveSpect rumSignalParametersDataFrame > params )
349 {
350 m _ i n t e r f e r e n c e D a t a−>S t a r t R x ( params−>psd ) ;
351
352 NS_LOG_FUNCTION( t h i s ) ;
353
354 P t r <MmWaveEnbNetDevice> enbRx =
355 DynamicCast <MmWaveEnbNetDevice> ( GetDevice ( ) ) ;
356 P t r <MmWaveUeNetDevice> ueRx =
357 DynamicCast <MmWaveUeNetDevice> ( GetDevice ( ) ) ;
358 s w i t c h ( m _ s t a t e )
359 {
360 c a s e TX:
361 NS_FATAL_ERROR( " Cannot r e c e i v e w h i l e t r a n s m i t t i n g " ) ;
362 b r e a k ;
363 c a s e RX_CTRL :
364 NS_FATAL_ERROR( " Cannot r e c e i v e c o n t r o l i n d a t a p e r i o d " ) ;
365 b r e a k ;
366 c a s e RX_DATA:
100
367 c a s e IDLE :
368 {
369 i f ( params−>c e l l I d == m _ c e l l I d )
370 {
371 i f ( m _ r x P a c k e t B u r s t L i s t . empty ( ) )
372 {
373 NS_ASSERT ( m _ s t a t e == IDLE ) ;
374 / / f i r s t t r a n s m i s s i o n , i . e . , we r e IDLE and we s t a r t RX
375 m _ f i r s t R x S t a r t = S i m u l a t o r : : Now ( ) ;
376 m _ f i r s t R x D u r a t i o n = params−>d u r a t i o n ;
377 NS_LOG_LOGIC ( t h i s << " s c h e d u l i n g EndRx wi th d e l a y " << params−>d u r a t i o n . GetSeconds ( ) << " s " ) ;
378
379 S i m u l a t o r : : S c h e d u l e ( params−>d u r a t i o n , &MmWaveSpectrumPhy : : EndRxData , t h i s ) ;
380 }
381 e l s e
382 {
383 NS_ASSERT ( m _ s t a t e == RX_DATA) ;
384 / / s a n i t y check : i f t h e r e a r e m u l t i p l e RX e v e n t s , t h e y
385 / / s h o u l d o c c u r a t t h e same t ime and have t h e same
386 / / d u r a t i o n , o t h e r w i s e t h e i n t e r f e r e n c e c a l c u l a t i o n
387 / / won t be c o r r e c t
388 NS_ASSERT ( ( m _ f i r s t R x S t a r t == S i m u l a t o r : : Now ( ) ) && ( m _ f i r s t R x D u r a t i o n == params−>d u r a t i o n ) ) ;
389 }
390
391 C h a n g e S t a t e (RX_DATA) ;
392 i f ( params−>p a c k e t B u r s t && ! params−>p a c k e t B u r s t−>G e t P a c k e t s ( ) . empty ( ) )
393 {
394 m _ r x P a c k e t B u r s t L i s t . push_back ( params−>p a c k e t B u r s t ) ;
395 }
396 / / NS_LOG_DEBUG ( t h i s << " i n s e r t msgs " << params−>c t r l M s g L i s t . s i z e ( ) ) ;
397 m _ r x C o n t r o l M e s s a g e L i s t . i n s e r t ( m _ r x C o n t r o l M e s s a g e L i s t . end ( ) , params−>c t r l M s g L i s t . b e g i n ( ) , params−>c t r l M s g L i s t .
end ( ) ) ;
398
399 NS_LOG_LOGIC ( t h i s << " numSimul taneousRxEvents = " << m _ r x P a c k e t B u r s t L i s t . s i z e ( ) ) ;
400 }
401 e l s e
402 {
403 NS_LOG_LOGIC ( t h i s << " n o t i n sync wi th t h i s s i g n a l ( c e l l I d ="
404 << params−>c e l l I d << " , m _ c e l l I d =" << m _ c e l l I d << " ) " ) ;
405 }
406 }
407 b r e a k ;
408 d e f a u l t :
409 NS_FATAL_ERROR( " Programming E r r o r : Unknown S t a t e " ) ;
410 }
411 }
412 / / vo id
413 / / MmWaveSpectrumPhy : : S t a r t R x C t r l ( P t r < S p e c t r u m S i g n a l P a r a m e t e r s > params )
414 vo id
415 MmWaveSpectrumPhy : : S t a r t R x C t r l ( P t r < MmWaveSpect rumSignalParametersDlCtr lFrame > params ) / / A l t e r e i a q u i o argumento da
f u n o
416 {
417 / / s t d : : c o u t << " m _ s t a t e == " << m _ s t a t e << " \ n " ;
418 / / s t d : : c o u t << " MmWaveSpectrumPhy : : S t a r t R x C t r l \ n " ;
419 NS_LOG_FUNCTION ( t h i s ) ;
420 / / RDF: method c u r r e n t l y s u p p o r t s Downlink c o n t r o l on ly !
421 s w i t c h ( m _ s t a t e )
422 {
423 c a s e TX:
424 NS_FATAL_ERROR ( " Cannot RX w h i l e TX: a c c o r d i n g t o FDD c h a n n e l a c c e s s , t h e p h y s i c a l l a y e r f o r t r a n s m i s s i o n c a n n o t
be used f o r r e c e p t i o n " ) ;
425 b r e a k ;
426 c a s e RX_DATA:
427 NS_FATAL_ERROR ( " Cannot RX d a t a w h i l e r e c e i v i n g c o n t r o l " ) ;
428 b r e a k ;
429 c a s e RX_CTRL :
430 c a s e IDLE :
431 {
432 / / t h e b e h a v i o r i s s i m i l a r when we r e IDLE or RX b e c a u s e we can r e c e i v e more s i g n a l s
433 / / s i m u l t a n e o u s l y ( e . g . , a t t h e eNB) .
434 P t r < MmWaveSpect rumSignalParametersDlCtr lFrame > d l C t r l R x P a r a m s = \
435 DynamicCast < MmWaveSpect rumSignalParametersDlCtr lFrame > ( params ) ;
436
437
438 / / s t d : : c o u t << " s i n r = " << m _ s i n r P e r c e i v e d << " \ n " ;
439 / / To check i f we r e s y n c h r o n i z e d t o t h i s s i g n a l , we check f o r t h e C e l l I d
440 u i n t 1 6 _ t c e l l I d = 0 ;
441 i f ( d l C t r l R x P a r a m s != 0)
442 {
443 c e l l I d = d lC t r lRxParams−>c e l l I d ;
444 }
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445 e l s e
446 {
447 NS_LOG_ERROR ( " S p e c t r u m S i g n a l P a r a m e t e r s t y p e n o t s u p p o r t e d " ) ;
448 }
449 / / check p r e s e n c e o f PSS f o r UE measuerements
450 /∗ i f ( d lC t r lRxParams−>p s s == t r u e )
451 {
452 Spec t rumValue ps sPs d = ∗params−>psd ;
453 i f ( ! m_phyRxPssCal lback . I s N u l l ( ) )
454 {
455 m_phyRxPssCal lback ( c e l l I d , params−>psd ) ;
456 }
457 }∗ /
458 i f ( c e l l I d == m _ c e l l I d )
459 {
460
461 / /∗∗∗∗ A c r e s c e n t e i o IF a b a i x o :
462 /∗ i f ( m _ r x P a c k e t B u r s t L i s t . empty ( ) )
463 {
464 NS_ASSERT ( m _ s t a t e == IDLE ) ;
465 / / f i r s t t r a n s m i s s i o n , i . e . , we r e IDLE and we s t a r t RX
466 m _ f i r s t R x S t a r t = S i m u l a t o r : : Now ( ) ;
467 m _ f i r s t R x D u r a t i o n = params−>d u r a t i o n ;
468 NS_LOG_LOGIC ( t h i s << " s c h e d u l i n g EndRx wi th d e l a y " << params−>d u r a t i o n . GetSeconds ( ) << " s " ) ;
469




474 i f ( m _ s t a t e == RX_CTRL)
475 {
476 / / s t d : : c o u t << " E n t rou no IF m _ s t a t e == RX_CTRL \ n " ;
477 P t r <MmWaveUeNetDevice> ueRx =
478 DynamicCast <MmWaveUeNetDevice> ( GetDevice ( ) ) ;
479 i f ( ueRx )
480 {
481 NS_FATAL_ERROR ( "UE a l r e a d y r e c e i v i n g c o n t r o l d a t a from s e r v i n g c e l l " ) ;
482 }
483 NS_ASSERT ( ( m _ f i r s t R x S t a r t == S i m u l a t o r : : Now ( ) )
484 && ( m _ f i r s t R x D u r a t i o n == params−>d u r a t i o n ) ) ;
485 }
486 NS_LOG_LOGIC ( t h i s << " s y n c h r o n i z e d wi th t h i s s i g n a l ( c e l l I d =" << c e l l I d << " ) " ) ;
487
488 i f ( m _ s t a t e == IDLE )
489 {
490 / / s t d : : c o u t << " E n t rou no IF m _ s t a t e == IDLE \ n " ;
491 / / f i r s t t r a n s m i s s i o n , i . e . , we r e IDLE and we s t a r t RX
492 / / NS_ASSERT ( m _ r x C o n t r o l M e s s a g e L i s t . empty ( ) ) ; / / Comentei aqu i , e s t a v a dando e r r o
493 m _ f i r s t R x S t a r t = S i m u l a t o r : : Now ( ) ;
494 m _ f i r s t R x D u r a t i o n = params−>d u r a t i o n ;
495 NS_LOG_LOGIC ( t h i s << " s c h e d u l i n g EndRx wi th d e l a y " << params−>d u r a t i o n ) ;
496 / / s t o r e t h e DCIs
497 m _ r x C o n t r o l M e s s a g e L i s t = d lC t r lRxParams−>c t r l M s g L i s t ;
498 S i m u l a t o r : : S c h e d u l e ( params−>d u r a t i o n , &MmWaveSpectrumPhy : : EndRxCtrl , t h i s ) ;
499 C h a n g e S t a t e (RX_CTRL) ; / / A l t e r e i a q u i comentando e s s a l i n h a
500 / / s t d : : c o u t << " m _ i n t e r f e r e n c e D a t a−>S t a r t R x \ n " ;
501 m _ i n t e r f e r e n c e D a t a−>S t a r t R x ( d lC t r lRxParams−>psd ) ; / / A c r e s c e n t e i e s s a f u n o a q u i
502 / / s t d : : cou t << "PSD : \ t " << (∗ d lC t r lRxParams−>psd ) ;
503
504 / /∗∗∗∗∗∗∗∗∗∗ A c r e s c e n t e i o IF a b a i x o
505 i f ( params−>p a c k e t B u r s t && ! params−>p a c k e t B u r s t−>G e t P a c k e t s ( ) . empty ( ) )
506 {
507 / / s t d : : c o u t << " e n t r e i no i f do p a c k e t B u r s t \ n " ;






514 e l s e
515 {
516 / / s t d : : c o u t << " E n t rou no ELSE m _ r x C o n t r o l M e s s a g e L i s t . i n s e r t \ n " ;
517 m _ r x C o n t r o l M e s s a g e L i s t . i n s e r t ( m _ r x C o n t r o l M e s s a g e L i s t . end ( ) , d lC t r lRxParams−>c t r l M s g L i s t . b e g i n ( ) ,




521 b r e a k ;
522 }
523 d e f a u l t :
524 {
102
525 NS_FATAL_ERROR ( " unknown s t a t e " ) ;






532 MmWaveSpectrumPhy : : EndRxData ( )
533 {
534 / / s t d : : c o u t << " e n t r o u no MmWaveSpectrumPhy : : EndRxData " ;
535 m _ i n t e r f e r e n c e D a t a−>EndRx ( ) ;
536
537 d oub l e s in rAvg = Sum( m _ s i n r P e r c e i v e d ) / ( m _ s i n r P e r c e i v e d . GetSpectrumModel ( )−>GetNumBands ( ) ) ;
538 d oub l e s i n r M i n = 99999999999;
539 f o r ( Va lues : : c o n s t _ i t e r a t o r i t = m _ s i n r P e r c e i v e d . Cons tVa luesBeg in ( ) ; i t != m _ s i n r P e r c e i v e d . Cons tValuesEnd ( ) ; i t ++)
540 {
541 i f (∗ i t < s i n r M i n )
542 {




547 P t r <MmWaveEnbNetDevice> enbRx = DynamicCast <MmWaveEnbNetDevice> ( GetDevice ( ) ) ;
548 P t r <MmWaveUeNetDevice> ueRx = DynamicCast <MmWaveUeNetDevice> ( GetDevice ( ) ) ;
549
550 NS_ASSERT( m _ s t a t e = RX_DATA) ;
551 ExpectedTbMap_t : : i t e r a t o r i t T b = m_expectedTbs . b e g i n ( ) ;
552 w h i l e ( i t T b != m_expectedTbs . end ( ) )
553 {
554 / / s t d : : c o u t << " e n t r o u no MmWaveSpectrumPhy : : EndRxData " ;
555 i f ( ( m_da taEr ro rMode lEnab led )&&(m _ r x P a c k e t B u r s t L i s t . s i z e ( ) >0) )
556 {
557 H a r q P r o c e s s I n f o L i s t _ t h a r q I n f o L i s t ;
558 u i n t 8 _ t rv = 0 ;
559 i f ( i tTb−>second . n d i == 0)
560 {
561 / / TB r e t x e d : r e t r i e v e HARQ h i s t o r y
562 i f ( i tTb−>second . downl ink )
563 {
564 h a r q I n f o L i s t = m_harqPhyModule−>G e t H a r q P r o c e s s I n f o D l ( i tTb−>f i r s t , i tTb−>second . h a r q P r o c e s s I d ) ;
565 }
566 e l s e
567 {
568 h a r q I n f o L i s t = m_harqPhyModule−>G e t H a r q P r o c e s s I n f o U l ( i tTb−>f i r s t , i tTb−>second . h a r q P r o c e s s I d ) ;
569 }
570 i f ( h a r q I n f o L i s t . s i z e ( ) > 0 )
571 {
572 rv = h a r q I n f o L i s t . back ( ) . m_rv ;
573 }
574 }
575 / / s t d : : c o u t << " MmWaveSpectrumPhy : : EndRxData ( ) \ n " ;
576 T b S t a t s _ t t b S t a t s = MmWaveMiErrorModel : : G e t T b D e c o d i f i c a t i o n S t a t s ( m _ s i n r P e r c e i v e d ,
577 i tTb−>second . rbBitmap , i tTb−>second . s i z e , i tTb−>second . mcs , h a r q I n f o L i s t ) ;
578 i tTb−>second . t b l e r = t b S t a t s . t b l e r ;
579 i tTb−>second . mi = t b S t a t s . m i T o t a l ;
580 i tTb−>second . c o r r u p t = m_random−>GetValue ( ) > t b S t a t s . t b l e r ? f a l s e : t r u e ;
581 i f ( i tTb−>second . c o r r u p t )
582 {
583 NS_LOG_INFO ( t h i s << " RNTI " << i tTb−> f i r s t << " s i z e " << i tTb−>second . s i z e << " mcs " << ( u i n t 3 2 _ t ) i tTb−>
second . mcs << " b i tmap " << i tTb−>second . rbBi tmap . s i z e ( ) << " rv " << rv << " TBLER " << t b S t a t s .
t b l e r << " c o r r u p t e d " << i tTb−>second . c o r r u p t ) ;
584 }
585 }
586 i t T b ++;
587 }
588
589 s t d : : map < u i n t 1 6 _ t , DlHarqInfo > harqDlInfoMap ;
590 f o r ( s t d : : l i s t < P t r < P a c k e t B u r s t > > : : c o n s t _ i t e r a t o r i = m _ r x P a c k e t B u r s t L i s t . b e g i n ( ) ;
591 i != m _ r x P a c k e t B u r s t L i s t . end ( ) ; ++ i )
592 {
593 f o r ( s t d : : l i s t < P t r < Packe t > > : : c o n s t _ i t e r a t o r j = (∗ i )−>Begin ( ) ; j != (∗ i )−>End ( ) ; ++ j )
594 {
595 i f ( (∗ j )−>G e t S i z e ( ) == 0)
596 {
597 c o n t i n u e ;
598 }
599
600 L te Rad io Be a r e rT ag b e a r e r T a g ;
601 i f ( (∗ j )−>PeekPacke tTag ( b e a r e r T a g ) == f a l s e )
602 {
603 NS_FATAL_ERROR ( "No r a d i o b e a r e r t a g found " ) ;
103
604 }
605 u i n t 1 6 _ t r n t i = b e a r e r T a g . G e t R n t i ( ) ;
606
607 i t T b = m_expectedTbs . f i n d ( r n t i ) ;
608 i f ( i t T b != m_expectedTbs . end ( ) )
609 {
610 i f ( ! i tTb−>second . c o r r u p t )
611 {
612 m_phyRxDataEndOkCallback (∗ j ) ;
613 }
614 e l s e
615 {
616 NS_LOG_INFO ( "TB f a i l e d " ) ;
617 }
618
619 MmWaveMacPduTag pduTag ;
620 i f ( (∗ j )−>PeekPacke tTag ( pduTag ) == f a l s e )
621 {
622 NS_FATAL_ERROR ( "No r a d i o b e a r e r t a g found " ) ;
623 }
624
625 RxPacke tTraceParams t r a c e P a r a m s ;
626 t r a c e P a r a m s . m_tbSize = i tTb−>second . s i z e ;
627 t r a c e P a r a m s . m _ c e l l I d = 0 ;
628 t r a c e P a r a m s . m_frameNum = pduTag . GetSfn ( ) . m_frameNum ;
629 t r a c e P a r a m s . m_sfNum = pduTag . GetSfn ( ) . m_sfNum ;
630 t r a c e P a r a m s . m_slotNum = pduTag . GetSfn ( ) . m_slotNum ;
631 t r a c e P a r a m s . m _ r n t i = r n t i ;
632 t r a c e P a r a m s . m_mcs = i tTb−>second . mcs ;
633 t r a c e P a r a m s . m_rv = i tTb−>second . rv ;
634 t r a c e P a r a m s . m_s in r = s in rAvg ;
635 t r a c e P a r a m s . m_sinrMin = i tTb−>second . mi ; / / s i n r M i n ;
636 t r a c e P a r a m s . m _ t b l e r = i tTb−>second . t b l e r ;
637 t r a c e P a r a m s . m_cor rup t = i tTb−>second . c o r r u p t ;
638 t r a c e P a r a m s . m_symStar t = i tTb−>second . s y m S t a r t ;
639 t r a c e P a r a m s . m_numSym = i tTb−>second . numSym ;
640
641 i f ( enbRx )
642 {
643 m_rxPacke tTraceEnb ( t r a c e P a r a m s ) ;
644
645 }
646 e l s e i f ( ueRx )
647 {




652 / / send HARQ f e e d b a c k ( i f n o t a l r e a d y done f o r t h i s TB)
653 i f ( ! i tTb−>second . h a r q F e e d b a c k S e n t )
654 {
655 i tTb−>second . h a r q F e e d b a c k S e n t = t r u e ;
656 i f ( ! i tTb−>second . downl ink ) / / UPLINK TB
657 {
658 / / d ou b l e s i n r d b = 10 ∗ s t d : : l og10 ( ( s in rAvg ) ) ;
659 / / s t d : : cou t << "DATA s i n r ( db ) UPLINK= \ t " << s i n r d b << " \ n " ;
660 UlHarq In fo h a r q U l I n f o ;
661 h a r q U l I n f o . m _ r n t i = r n t i ;
662 h a r q U l I n f o . m_tpc = 0 ;
663 h a r q U l I n f o . m _ h a r q P r o c e s s I d = i tTb−>second . h a r q P r o c e s s I d ;
664 h a r q U l I n f o . m_numRetx = i tTb−>second . rv ;
665 i f ( i tTb−>second . c o r r u p t )
666 {
667 h a r q U l I n f o . m _ r e c e p t i o n S t a t u s = UlHarq In fo : : NotOk ;
668 NS_LOG_DEBUG ( "UE" << r n t i << " send UL−HARQ−NACK" << " h a r q I d " << ( u n s i g n e d ) i tTb−>second .
h a r q P r o c e s s I d <<
669 " s i z e " << i tTb−>second . s i z e << " mcs " << ( u n s i g n e d ) i tTb−>second .
mcs <<
670 " mi " << i tTb−>second . mi << " t b l e r " << i tTb−>second . t b l e r << "
SINRavg " << s in rAvg ) ;
671 m_harqPhyModule−>U p d a t e U l H a r q P r o c e s s S t a t u s ( r n t i , i tTb−>second . h a r q P r o c e s s I d , i tTb−>second . mi ,
i tTb−>second . s i z e , i tTb−>second . s i z e / E f f e c t i v e C o d i n g R a t e [ i tTb−>second . mcs ] ) ;
672 }
673 e l s e
674 {
675 h a r q U l I n f o . m _ r e c e p t i o n S t a t u s = UlHarq In fo : : Ok ;
676 / / NS_LOG_DEBUG ( "UE" << r n t i << " send UL−HARQ−ACK" << " h a r q I d " << ( u n s i g n e d ) i tTb−>second .
h a r q P r o c e s s I d <<
677 / / " s i z e " << i tTb−>second . s i z e << " mcs " << ( u n s i g n e d ) i tTb−>second .
mcs <<
678 / / " mi " << i tTb−>second . mi << " t b l e r " << i tTb−>second . t b l e r << "
104
SINRavg " << s in rAvg ) ;
679 m_harqPhyModule−>R e s e t U l H a r q P r o c e s s S t a t u s ( r n t i , i tTb−>second . h a r q P r o c e s s I d ) ;
680 }
681 i f ( ! m_phyUlHarqFeedbackCal lback . I s N u l l ( ) )
682 {
683 m_phyUlHarqFeedbackCal lback ( h a r q U l I n f o ) ;
684 }
685 }
686 e l s e
687 {
688 / / d ou b l e s i n r d b = 10 ∗ s t d : : l og10 ( ( s in rAvg ) ) ;
689 / / s t d : : cou t << "DATA s i n r ( db ) DOWNLINK= \ t " << s i n r d b << " \ n " ;
690 s t d : : map < u i n t 1 6 _ t , DlHarqInfo > : : i t e r a t o r i t H a r q = harqDlInfoMap . f i n d ( r n t i ) ;
691 i f ( i t H a r q == harqDlInfoMap . end ( ) )
692 {
693 DlHarq In fo h a r q D l I n f o ;
694 h a r q D l I n f o . m _ h a r q S t a t u s = DlHarq In fo : : NACK;
695 h a r q D l I n f o . m _ r n t i = r n t i ;
696 h a r q D l I n f o . m _ h a r q P r o c e s s I d = i tTb−>second . h a r q P r o c e s s I d ;
697 h a r q D l I n f o . m_numRetx = i tTb−>second . rv ;
698 i f ( i tTb−>second . c o r r u p t )
699 {
700 h a r q D l I n f o . m _ h a r q S t a t u s = DlHarq In fo : : NACK;
701 NS_LOG_DEBUG ( "UE" << r n t i << " send DL−HARQ−NACK" << " h a r q I d " << ( u n s i g n e d ) i tTb−>second .
h a r q P r o c e s s I d <<
702 " s i z e " << i tTb−>second . s i z e << " mcs " << ( u n s i g n e d ) i tTb−>
second . mcs <<
703 " mi " << i tTb−>second . mi << " t b l e r " << i tTb−>second . t b l e r <<
" SINRavg " << s in rAvg ) ;
704 m_harqPhyModule−>U p d a t e D l H a r q P r o c e s s S t a t u s ( r n t i , i tTb−>second . h a r q P r o c e s s I d , i tTb−>second .
mi , i tTb−>second . s i z e , i tTb−>second . s i z e / E f f e c t i v e C o d i n g R a t e [ i tTb−>second . mcs ] ) ;
705 }
706 e l s e
707 {
708 h a r q D l I n f o . m _ h a r q S t a t u s = DlHarq In fo : : ACK;
709 / / NS_LOG_DEBUG ( "UE" << r n t i << " send DL−HARQ−ACK" << " h a r q I d " << ( u n s i g n e d ) i tTb−>second .
h a r q P r o c e s s I d <<
710 / / " s i z e " << i tTb−>second . s i z e << " mcs " << ( u n s i g n e d ) i tTb−>
second . mcs <<
711 / / " mi " << i tTb−>second . mi << " t b l e r " << i tTb−>second . t b l e r <<
" SINRavg " << s in rAvg ) ;
712 m_harqPhyModule−>R e s e t D l H a r q P r o c e s s S t a t u s ( r n t i , i tTb−>second . h a r q P r o c e s s I d ) ;
713 }
714 harqDlInfoMap . i n s e r t ( s t d : : p a i r < u i n t 1 6 _ t , DlHarqInfo > ( r n t i , h a r q D l I n f o ) ) ;
715 }
716 e l s e
717 {
718 i f ( i tTb−>second . c o r r u p t )
719 {
720 (∗ i t H a r q ) . second . m _ h a r q S t a t u s = DlHarq In fo : : NACK;
721 NS_LOG_DEBUG ( "UE" << r n t i << " send DL−HARQ−NACK" << " h a r q I d " << ( u n s i g n e d ) i tTb−>second .
h a r q P r o c e s s I d <<
722 " s i z e " << i tTb−>second . s i z e << " mcs " << ( u n s i g n e d ) i tTb−>
second . mcs <<
723 " mi " << i tTb−>second . mi << " t b l e r " << i tTb−>second . t b l e r <<
" SINRavg " << s in rAvg ) ;
724 m_harqPhyModule−>U p d a t e D l H a r q P r o c e s s S t a t u s ( r n t i , i tTb−>second . h a r q P r o c e s s I d , i tTb−>second .
mi , i tTb−>second . s i z e , i tTb−>second . s i z e / E f f e c t i v e C o d i n g R a t e [ i tTb−>second . mcs ] ) ;
725 }
726 e l s e
727 {
728 (∗ i t H a r q ) . second . m _ h a r q S t a t u s = DlHarq In fo : : ACK;
729 / / NS_LOG_DEBUG ( "UE" << r n t i << " send DL−HARQ−ACK" << " h a r q I d " << ( u n s i g n e d ) i tTb−>second .
h a r q P r o c e s s I d <<
730 / / " s i z e " << i tTb−>second . s i z e << " mcs " << ( u n s i g n e d ) i tTb−>second . mcs <<
731 / / " mi " << i tTb−>second . mi << " t b l e r " << i tTb−>second . t b l e r << " SINRavg " <<
s in rAvg ) ;
732 m_harqPhyModule−>R e s e t D l H a r q P r o c e s s S t a t u s ( r n t i , i tTb−>second . h a r q P r o c e s s I d ) ;
733 }
734 }
735 } / / end i f ( i tTb−>second . downl ink ) HARQ
736 } / / end i f ( ! i tTb−>second . h a r q F e e d b a c k S e n t )
737 }
738 e l s e
739 {
740 / / NS_FATAL_ERROR ( " End of t h e tbMap " ) ;








748 / / send DL HARQ f e e d b a c k t o LtePhy
749 s t d : : map < u i n t 1 6 _ t , DlHarqInfo > : : i t e r a t o r i t H a r q ;
750 f o r ( i t H a r q = harqDlInfoMap . b e g i n ( ) ; i t H a r q != harqDlInfoMap . end ( ) ; i t H a r q ++)
751 {
752 i f ( ! m_phyDlHarqFeedbackCal lback . I s N u l l ( ) )
753 {
754 m_phyDlHarqFeedbackCal lback ( (∗ i t H a r q ) . second ) ;
755 }
756 }
757 / / f o r w a r d c o n t r o l messages o f t h i s f rame t o MmWavePhy
758
759 i f ( ! m _ r x C o n t r o l M e s s a g e L i s t . empty ( ) && ! m_phyRxCtr lEndOkCallback . I s N u l l ( ) )
760 {
761 m_phyRxCtr lEndOkCallback ( m _ r x C o n t r o l M e s s a g e L i s t ) ;
762 }
763
764 m _ s t a t e = IDLE ;
765 m _ r x P a c k e t B u r s t L i s t . c l e a r ( ) ;
766 m_expectedTbs . c l e a r ( ) ;




771 MmWaveSpectrumPhy : : EndRxCtr l ( )
772 {
773 / / A l t e r e i e s s a f u n o p r a t i c a m e n t e t o d a
774 / / s t d : : c o u t << " MmWaveSpectrumPhy : : EndRxCtr l ( ) \ n " ;
775 m _ i n t e r f e r e n c e D a t a−>EndRx ( ) ;
776 boo l e r r o r = f a l s e ;
777
778 /∗ do ub l e s in rAvg = Sum( m _ s i n r P e r c e i v e d ) / ( 7 2 ) ;
779 d oub l e s i n r d B = (10 ∗ s t d : : l og10 ( s in rAvg ) ) ;
780 s t d : : c o u t << " s i n r d B =" << s i n r d B << " \ n " ; ∗ /
781
782 P t r <MmWaveEnbNetDevice> enbRx =
783 DynamicCast <MmWaveEnbNetDevice> ( GetDevice ( ) ) ;
784 P t r <MmWaveUeNetDevice> ueRx =
785 DynamicCast <MmWaveUeNetDevice> ( GetDevice ( ) ) ;
786
787 / / s t d : : c o u t << " enbRx " << enbRx << " \ n " ;
788 / / s t d : : c o u t << " ueRx " << ueRx << " \ n " ;
789
790 /∗
791 i f ( m_isEnb == 1)
792 {
793 / / e r r o r = f a l s e ;
794 / / s t d : : c o u t << " m_isEnb do EndRxCtr l =" << m_isEnb << " \ n " ;
795
796 d oub l e s in rAvg = Sum( m _ s i n r P e r c e i v e d ) / ( 7 2 ) ;
797 d oub l e s i n r d B = (10 ∗ s t d : : l og10 ( s in rAvg ) ) ;
798 / / s t d : : c o u t << " m _ s i n r P e r c e i v e d RACH=" << m _ s i n r P e r c e i v e d << " \ n " ;




803 e l s e
804 {
805
806 d oub l e s in rAvg = Sum( m _ s i n r P e r c e i v e d ) / ( 7 2 ) ;
807 d oub l e s i n r d B = (10 ∗ s t d : : l og10 ( s in rAvg ) ) ;
808 / / s t d : : c o u t << " m _ s i n r P e r c e i v e d RAR=" << m _ s i n r P e r c e i v e d << " \ n " ;
809 s t d : : c o u t << " s i n r d B RAR =" << s i n r d B << " \ n " ;
810 / / s t d : : c o u t << " m_isEnb do EndRxCtr l =" << m_isEnb << " \ n " ;
811 }∗ /
812 / /−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
813 ExpectedTbMap_t : : i t e r a t o r i t T b = m_expectedTbs . b e g i n ( ) ;
814 w h i l e ( i t T b != m_expectedTbs . end ( ) )
815 {
816
817 / / s t d : : c o u t << " e n t r o u no MmWaveSpectrumPhy : : EndRxData " ;
818 i f ( ( m_da taEr ro rMode lEnab led )&&(m _ r x P a c k e t B u r s t L i s t . s i z e ( ) >0) )
819 {
820 H a r q P r o c e s s I n f o L i s t _ t h a r q I n f o L i s t ;
821
822 i f ( i tTb−>second . n d i == 0)
823 {
824 / / TB r e t x e d : r e t r i e v e HARQ h i s t o r y
825 i f ( i tTb−>second . downl ink )
826 {
106
827 h a r q I n f o L i s t = m_harqPhyModule−>G e t H a r q P r o c e s s I n f o D l ( i tTb−>f i r s t , i tTb−>second . h a r q P r o c e s s I d ) ;
828 }
829 e l s e
830 {




835 / / s t d : : c o u t << " MmWaveSpectrumPhy : : EndRxData ( ) \ n " ;
836 T b S t a t s _ t t b S t a t s = MmWaveMiErrorModel : : G e t T b D e c o d i f i c a t i o n S t a t s ( m _ s i n r P e r c e i v e d ,
837 i tTb−>second . rbBitmap , i tTb−>second . s i z e , i tTb−>second . mcs , h a r q I n f o L i s t ) ;
838 i tTb−>second . t b l e r = t b S t a t s . t b l e r ;
839 / / s t d : : c o u t << " i tTb−> second . t b l e r ="<< i tTb−>second . t b l e r << " \ n " ;
840 i tTb−>second . mi = t b S t a t s . m i T o t a l ;
841 i tTb−>second . c o r r u p t = m_random−>GetValue ( ) > t b S t a t s . t b l e r ? f a l s e : t r u e ;
842 i f ( i tTb−>second . c o r r u p t )
843 {
844 e r r o r = t r u e ;
845 / / s t d : : c o u t << " e r r o r = t r u e \ n " ;
846
847 }
848 e l s e
849 {
850 / / s t d : : c o u t << " e r r o r = f a l s e \ n " ;
851 }
852 }





858 /∗ i f ( s i n r d B < (−14.0) )
859 / / i f ( i tTb−>second . c o r r u p t )
860 {
861
862 e r r o r = t r u e ;
863 / / s t d : : c o u t << " e r r o r = t r u e \ n " ;
864 }
865 e l s e
866 {
867
868 e r r o r = f a l s e ;





874 i f ( ! e r r o r )
875 {
876 / / s t d : : c o u t << " Encaminha mensagens de CTRL \ n " ;
877 i f ( ! m _ r x C o n t r o l M e s s a g e L i s t . empty ( ) )
878 {
879 / / s t d : : c o u t << " e n t r o u no IF \ n " ;
880 i f ( ! m_phyRxCtr lEndOkCallback . I s N u l l ( ) )
881 {





887 e l s e
888 {




893 / / NS_ASSERT( m _ s t a t e = RX_CTRL) ;
894
895
896 / / s t d : : c o u t << " m _ s t a t e = IDLE \ n " ;
897 m _ s t a t e = IDLE ;
898 m _ r x C o n t r o l M e s s a g e L i s t . c l e a r ( ) ;
899 m _ r x P a c k e t B u r s t L i s t . c l e a r ( ) ;





905 MmWaveSpectrumPhy : : S t a r t T x D a t a F r a m e s ( P t r < P a c k e t B u r s t > pb , s t d : : l i s t < P t r <MmWaveControlMessage > > c t r l M s g L i s t , Time d u r a t i o n ,
u i n t 8 _ t s l o t I n d )
906 {
107
907 s w i t c h ( m _ s t a t e )
908 {
909 c a s e RX_DATA:
910 c a s e RX_CTRL :
911 NS_FATAL_ERROR ( " c a n n o t TX w h i l e RX: Cannot t r a n s m i t w h i l e r e c e i v i n g " ) ;
912 b r e a k ;
913 c a s e TX:
914 NS_FATAL_ERROR ( " c a n n o t TX w h i l e a l r e a d y Tx : Cannot t r a n s m i t w h i l e a t r a n s m i s s i o n i s s t i l l on " ) ;
915 b r e a k ;
916 c a s e IDLE :
917 {
918 NS_ASSERT( m_txPsd ) ;
919
920 m _ s t a t e = TX;
921 P t r <MmwaveSpect rumSignalParametersDataFrame > txParams = new MmwaveSpect rumSignalParametersDataFrame ( ) ;
922 txParams−>d u r a t i o n = d u r a t i o n ;
923 txParams−>txPhy = t h i s−>GetObjec t <SpectrumPhy > ( ) ;
924 txParams−>psd = m_txPsd ;
925 txParams−>p a c k e t B u r s t = pb ;
926 txParams−>c e l l I d = m _ c e l l I d ;
927 txParams−>c t r l M s g L i s t = c t r l M s g L i s t ;
928 txParams−>s l o t I n d = s l o t I n d ;
929 txParams−>txAntenna = m_antenna ;
930
931 / / NS_LOG_DEBUG ( " c t r l M s g L i s t . s i z e ( ) == " << txParams−>c t r l M s g L i s t . s i z e ( ) ) ;
932
933 /∗ Thi s s e c t i o n i s used f o r t r a c e ∗ /
934 P t r <MmWaveEnbNetDevice> enbTx =
935 DynamicCast <MmWaveEnbNetDevice> ( GetDevice ( ) ) ;
936 P t r <MmWaveUeNetDevice> ueTx =
937 DynamicCast <MmWaveUeNetDevice> ( GetDevice ( ) ) ;
938 / / i f ( enbTx )
939 / / {
940 / / EnbPhyPacke tCoun tPa rame te r t r a c e P a r a m ;
941 / / t r a c e P a r a m . m_noBytes = ( txParams−>p a c k e t B u r s t ) ? txParams−>p a c k e t B u r s t−>G e t S i z e ( ) : 0 ;
942 / / t r a c e P a r a m . m _ c e l l I d = txParams−>c e l l I d ;
943 / / t r a c e P a r a m . m_isTx = t r u e ;
944 / / t r a c e P a r a m . m_subframeno = enbTx−>GetPhy ( )−>GetAbsolu teSubframeNo ( ) ;
945 / / m_repo r tEnbPacke tCoun t ( t r a c e P a r a m ) ;
946 / / }
947 / / e l s e i f ( ueTx )
948 / / {
949 / / UePhyPacke tCoun tPa rame te r t r a c e P a r a m ;
950 / / t r a c e P a r a m . m_noBytes = ( txParams−>p a c k e t B u r s t ) ? txParams−>p a c k e t B u r s t−>G e t S i z e ( ) : 0 ;
951 / / t r a c e P a r a m . m_imsi = ueTx−>Get Ims i ( ) ;
952 / / t r a c e P a r a m . m_isTx = t r u e ;
953 / / t r a c e P a r a m . m_subframeno = ueTx−>GetPhy ( )−>GetAbsolu teSubframeNo ( ) ;
954 / / m_repor tUePacke tCoun t ( t r a c e P a r a m ) ;
955 / / }
956
957 m_channel−>S t a r t T x ( txPa rams ) ;
958
959 S i m u l a t o r : : S c h e d u l e ( d u r a t i o n , &MmWaveSpectrumPhy : : EndTx , t h i s ) ;
960 }
961 b r e a k ;
962 d e f a u l t :
963 NS_LOG_FUNCTION ( t h i s <<" Programming E r r o r . Code s h o u l d n o t r e a c h t h i s p o i n t " ) ;
964 }




969 MmWaveSpectrumPhy : : S t a r t T x D l C o n t r o l F r a m e s ( P t r < P a c k e t B u r s t > pb , s t d : : l i s t < P t r <MmWaveControlMessage > > c t r l M s g L i s t , Time
d u r a t i o n , u i n t 8 _ t s l o t I n d )
970 {
971 / / s t d : : c o u t << " MmWaveSpectrumPhy : : S t a r t T x D l C o n t r o l F r a m e s \ n " ;
972 / / s t d : : c o u t << " m _ s t a t e = " << m _ s t a t e << " \ n " ;
973 NS_LOG_LOGIC ( t h i s << " s t a t e : " << m _ s t a t e ) ;
974
975 s w i t c h ( m _ s t a t e )
976 {
977 c a s e RX_DATA:
978 c a s e RX_CTRL :
979 NS_FATAL_ERROR ( " c a n n o t TX w h i l e RX: Cannot t r a n s m i t w h i l e r e c e i v i n g " ) ;
980 b r e a k ;
981 c a s e TX:
982 NS_FATAL_ERROR ( " c a n n o t TX w h i l e a l r e a d y Tx : Cannot t r a n s m i t w h i l e a t r a n s m i s s i o n i s s t i l l on " ) ;
983 b r e a k ;
984 c a s e IDLE :
985 {
986 NS_ASSERT( m_txPsd ) ;
108
987
988 m _ s t a t e = TX;
989
990 P t r < MmWaveSpect rumSignalParametersDlCtr lFrame > txParams = Crea t e < MmWaveSpect rumSignalParametersDlCtr lFrame > ( ) ;
991 txParams−>d u r a t i o n = d u r a t i o n ;
992 txParams−>txPhy = GetObjec t <SpectrumPhy > ( ) ;
993 txParams−>psd = m_txPsd ;
994 txParams−>c e l l I d = m _ c e l l I d ;
995 txParams−>p s s = t r u e ;
996 txParams−>c t r l M s g L i s t = c t r l M s g L i s t ;
997 txParams−>txAntenna = m_antenna ;
998 / /∗∗∗ A c r e s c e n t e i e s s e s d o i s p a r m e t r o s a q u i a b a i x o
999 txParams−>p a c k e t B u r s t = pb ;
1000 txParams−>s l o t I n d = s l o t I n d ;
1001 / /∗∗∗
1002
1003 /∗ Thi s s e c t i o n i s used f o r t r a c e ∗ /
1004 P t r <MmWaveEnbNetDevice> enbTx =
1005 DynamicCast <MmWaveEnbNetDevice> ( GetDevice ( ) ) ;
1006 P t r <MmWaveUeNetDevice> ueTx =
1007 DynamicCast <MmWaveUeNetDevice> ( GetDevice ( ) ) ;
1008
1009 m_channel−>S t a r t T x ( txPa rams ) ;





1015 / / s t d : : c o u t << " m _ s t a t e 2 = " << m _ s t a t e << " \ n " ;




1020 MmWaveSpectrumPhy : : EndTx ( )
1021 {
1022 NS_ASSERT ( m _ s t a t e == TX) ;
1023 / / s t d : : c o u t << "ENDTX( ) \ n " ;
1024 m _ s t a t e = IDLE ;
1025 }
1026
1027 P t r <Spect rumChannel >
1028 MmWaveSpectrumPhy : : Ge tSpec t rumChanne l ( )
1029 {




1034 MmWaveSpectrumPhy : : S e t C e l l I d ( u i n t 1 6 _ t c e l l I d )
1035 {





1041 MmWaveSpectrumPhy : : AddDataPowerChunkProcessor ( P t r <mmWaveChunkProcessor > p )
1042 {




1047 MmWaveSpectrumPhy : : AddDa taS in rChunkProces so r ( P t r <mmWaveChunkProcessor > p )
1048 {
1049 m _ i n t e r f e r e n c e D a t a−>AddSin rChunkProcesso r ( p ) ;




1054 MmWaveSpectrumPhy : : U p d a t e S i n r P e r c e i v e d ( c o n s t Spec t rumValue& s i n r )
1055 {
1056 NS_LOG_FUNCTION ( t h i s << s i n r ) ;
1057 / / s t d : : c o u t << " MmWaveSpectrumPhy : : U p d a t e S i n r P e r c e i v e d \ n " ;




1062 MmWaveSpectrumPhy : : SetHarqPhyModule ( P t r <MmWaveHarqPhy> ha rq )
1063 {
1064 m_harqPhyModule = ha rq ;
1065 }
1066
1067
109
1068 }
110
