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L’objectiu d’aquest projecte és mostrar el procés de desenvolupament d’una
aplicació Web que unifique les competicions d’esport electrònic amb la comuni-
tat, permetent que jugadors no professionals puguen viure l’experiència de com-
petir en tornejos d’esport electrònic.
La plataforma permetrà que els jugadors puguen participar en tornejos o fins
i tot crear-los ells mateixos així com formar els seus propis equips o unir-se a
equips existents.Els jugadors tindran la possibilitat de participar de diferents for-
mes de manera individual, amb amics o trobar nous jugadors gràcies a les funci-
onalitats de xarxa social que també inclourà la plataforma.
L’aplicació web es desenvoluparà amb el framework RubyOnRails basat en
el llenguatge de programació Ruby en el costat del servidor i amb el framework
Vuejs basat en el llenguatge de programació Javascript en el costat del client. L’ar-
quitectura de l’aplicació serà muntada sota un entorn Docker el que automatitza-
ra el procés de desplegament i permitira que el programari siga escalable.
Paraules clau: xarxa social, esport electrònics, competicions, RubyOnRails, Vu-
eJs, Docker
Resumen
El objetivo de este proyecto es mostrar el proceso de desarrollo de una aplica-
ción Web que unifique las competiciones de deporte electrónico con la comuni-
dad, permitiendo que jugadores no profesionales puedan vivir la experiencia de
competir en torneos de deporte electrónico.
La plataforma permite que los jugadores puedan participar en torneos o inclu-
so crearlos ellos mismos así como formar sus propios equipos o unirse a equipos
existentes. Los jugadores tendrán la posibilidad de participar de distintas formas
de manera individual, con amigos o encontrar nuevos jugadores gracias a las
funcionalidades de red social que también incluirá la plataforma.
La aplicación web sera desarrollada con el framework RubyOnRails basado
en el lenguaje de programación Ruby en el lado del servidor y con el framework
Vuejs basado en el lenguaje de programación Javascript en el lado del cliente.
La arquitectura de la aplicación será montada bajo un entorno Docker lo que
automatizara el proceso de despliegue y permitirá que el software sea escalable.
Palabras clave: red social, deporte electrónico, competiciones, RubyOnRails, VueJs,
Docker
Abstract
The objective of this project is to show the process of developing a web appli-
cation that unifies the e-Sport competitions with the community, allowing non-
professional players to live the experience of competing in e-Sport tournaments.
The platform will allow players to participate in tournaments or even create
them themselves, as well as form their own teams or join existing teams. players
will have the possibility to participate in different ways individually, with friends
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or find new players thanks to the social network functionalities that the platform
will also include.
The web application will be developed with the RubyOnRails framework
based on the Ruby programming language on the server side and the Vuejs frame-
work based on the Javascript programming language on the client side. The ap-
plication architecture will be mounted under a Docker environment which will
automate the deployment process and allow the software to be scalable.
Key words: social media, eSports, competitions, RubyOnRails, VueJs, Docker
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Actualmente usamos todo tipo de dispositivos electrónicos distintos por lo
que un requisito fundamental es que las aplicaciones puedan funcionar en todos
los dispositivos, las tecnologías de desarrollo de aplicaciones web nos permiten
que nuestras aplicaciones funcionen y se adapten al dispositivo desde el que se
esta accediendo a la plataforma.
La motivación por la que me decante por este proyecto fue por el uso de tec-
nologías web como Ruby on Rails o VueJS. Ya que considero que aprender a usar
estas tecnologías puede abrirme un gran abanico de posibilidades en el mercado
laboral.
Por otro lado la temática de la aplicación esta relacionada con la industria de
los videojuegos un sector en pleno auge que año tras año se esta consolidando
como uno de los sectores mas fuertes en el ámbito del ocio junto a la musica y al
cine.
Los antiguos juegos enfocados en manejar un personaje y narrar una histo-
ria cada vez tienen menos mercado [4], los jugadores ya no se conforman con
el entretenimiento y lo que buscan es competir en un ranking con el resto para
superarse día a día.
El problema a solucionar con esta aplicación consiste en que jugadores de un
nivel semejante puedan interactuar en la plataforma para formar un equipo y
competir juntos.
1.2 Objetivos
El objetivo principal de este proyecto es desarrollar una aplicación web que
unifique las competiciones de deporte electrónico con las funcionalidades de una
red social. El proceso de desarrollo de la plataforma consistirá en el aprendizaje
de las tecnologías para en un futuro poder aplicarlas en el mundo laboral.
Los objetivos planteados son los siguientes:
Aprender a hacer uso de Git como control de versiones.
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Diseñar una aplicación web desde cero analizando las necesidades del soft-
ware.
Diseñar las interfaces de la aplicación.
Aprender a automatizar el despliegue de aplicaciones con la herramienta
docker.
Aprender un framework de desarrollo web como lo es RubyOnRails y desa-
rrollar un API REST.
Añadir seguridad a la API mediante el uso de tokens.
Aprender un framework de desarrollo frontend basado en javascript en este
caso VueJs y desarrollar el lado frontend de una aplicación web.
1.3 Metodología
El proceso de desarrollo en cascada o secuencial ha sido el elegido para desa-
rrollar el proyecto. Este proceso consiste en ordenar las etapas de desarrollo don-
de una etapa es iniciada una vez que la anterior ha sido finalizada.
Las etapas por las que ha pasado el proyecto son las siguientes:
Análisis Se analizara los requisitos tanto funcionales como no funcionales
y las restricciones que la aplicación debe cumplir.
Diseño. En esta etapa se diseñara la base de datos, la estructura de la apli-
cación y los prototipos de la interfaz.
Implementación. La etapa de codificación se implementara el código tanto
de la API REST como del frontend y además se dockerizará el entorno.
Implantación. En esta etapa se desplegara la plataforma bajo el sistema ope-
rativo Linux Mint.
Pruebas. En esta etapa se realizaran pruebas a la aplicación para comprobar
su correcto funcionamiento.
El diagrama de la metodología en cascada se puede ver con mas detalle en la
Figura 1.1
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Figura 1.1: Metodología cascada
1.4 Estructura de la memória
Esta sección detalla la estructura que se ha seguido a lo largo del documento.
La memoria se ha dividido en los siguientes capítulos:
Capítulo I: Introducción
En el capítulo I se ha dado una visión global del proyecto planteando la moti-
vación, objetivos y la metodología a seguir en el proceso del proyecto.
Capítulo II: Herramientas de desarrollo y tecnologías
El capítulo II presenta las distintas herramientas de desarrollo, tecnologías y
lenguajes de programación utilizados en el proceso de desarrollo del proyecto.
Capítulo III: Análisis del problema
El capítulo III contiene el Análisis del problema en el cual se ha analizado la
aplicación a desarrollar, el análisis esta compuesto por una descripción general
del producto y por la especificación de requisitos y restricciones necesarias en la
aplicación.
Capítulo IV: Diseño de la solución
El capítulo IV detalla el diseño propuesto para la solución conteniendo la ar-
quitectura del sistema, los prototipos de las interfaces gráficas y el esquema rela-
cional de la base de datos.
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Capítulo V: Desarrollo de la solución propuesta
El capítulo V muestra el proceso de desarrollo del proyecto el cual cuenta con
tres grandes partes diferenciadas, la dockerización del entorno , la implementa-
ción de la API y la implementación del frontend.
Capítulo VI: Implantación
El capítulo VI describe el proceso a seguir para desplegar la aplicación.
Capítulo VII: Pruebas
El capítulo VII se detallaran las pruebas realizadas tras la implantación de la
aplicación.
Capítulo VIII: Conclusiones
El capítulo VIII contiene las conclusiones del proyecto desarrollado en las cua-
les se detallan posibles trabajos futuros para ampliar la aplicación y la relación del
trabajo con los estudios cursados en el grado.
CAPÍTULO 2
Herramientas de desarrollo y
tecnologías
2.1 Lenguajes de Programación
2.1.1. Ruby
Lanzado en 1995 por el programador japonés Yukihiro Matsumoto el lenguaje
de programación Ruby [19] es un lenguaje interpretado, reflexivo y orientado a
objetos. Su sintaxis esta inspirada en los lenguajes de programación Phyton [18]
y Perl [17]. [27]
Una de las peculiaridades de ruby es que todos los tipos de datos son trata-
dos como objetos, incluidos los tipos de datos primitivos como lo pueden ser un
entero, una cadena o un decimal. También soporta herencia con enlace dinámico
singleton y mixins pero no soporta herencia múltiple.
2.1.2. Javascript
Javascript [15] fue lanzado en 1995 con el nombre de Mocha fue creado por
Brendan Eich de Netscape, es un lenguaje interpretado, orientado a objetos, im-
perativo, débilmente tipado y dinámico.
Actualmente javascript es uno de los lenguaje de programación mas popula-
res del mundo [13], aunque inicialmente fuese popular en el lado del cliente han
ido surgiendo soluciones del lado servidor como NodeJs [16].
2.2 Frameworks
2.2.1. Ruby On Rails
Ruby on Rails [5] fue lanzado el 13 de Diciembre de 2005 es un framework
basado en el lenguaje de programación Ruby.
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Este framework forma parte de la familia de frameworks Modelo Vista Con-
trolador (MVC), entender el funcionamiento de MVC ayudara en gran medida a
entender el funcionamiento de Ruby On Rails. [32]
La filosofía de Ruby on Rails se basa en dos principios:
DRY ("Dont’t Repeat Yourself"). Duplicar código es una mala practica en
lugar de escribirlo una vez y utilizarlo en varias partes del código.
Convención sobre configuración. Lo que permite simplificar el código si
seguimos las convenciones de rails en lugar de nuestras propias reglas.
Concretamente en este proyecto se ha usado Ruby On Rails como API REST,
una funcionalidad disponible en rails desde su versión 5.
2.2.2. VueJs
En 2014 Evan You decidió crear su propio framework de frontend con la idea
de minimizar el código de javascript y ahorrar tiempo al programador. [28]
VueJs [6] es un framework de javascript para desarrollar interfaces de usuario
y aplicaciones basadas en una sola página, su popularidad ha ido creciendo hasta
alcanzar el top de frameworks de javascript [25].
Esta basado en el uso de componentes los cuales permiten crear elementos
HTML personalizados para ser reutilizados en toda la aplicación.
A continuación podemos ver un ejemplo de como declarar un nuevo compo-
nente en VueJs:
1 Vue . component ( ’ componente ’ , {
2 // opciones del componente
3 } )
Lo que permitirá usar el componente en el resto de la aplicación de la siguiente
manera:
1 <div id=" co nt a i ne r ">
2 <componente></componente>
3 </div>
2.3 Otras tecnologías empleadas
2.3.1. PostgreSQL
Postgre SQL [22] es uno de los sistemas de gestión mas populares [2] hace uso
del lenguaje SQL por lo que es relacional y orientado a objetos. Entre varias de
sus ventajas destacan:
Sigue el estándar SQL.
Gratuito y libre.
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Potente y robusto
Gran escalabilidad.
Es ampliable gracias a la cantidad de extensiones distribuidas que existen.
2.3.2. Dbeaver
Como software cliente de SQL para poder gestionar la base de datos se ha
optado por Dbeaver [23] un software lanzado en 2010 creado por Serge Rider.
2.3.3. RubyMine
RubyMine [12] es el IDE seleccionando para llevar a cabo la implementación
de este proyecto, lanzado en 2015 este IDE esta enfocado al desarrollo con Ruby,
Ruby on Rails y desarrollo web.
Jetbrains [14], la compañía a la cual pertenece este IDE, ofrece un gran aba-
nico de software para desarrolladores contando con un IDE para prácticamente
cualquier lenguaje de programación.
El acceso a este IDE ha sido gracias a una licencia de uso educativo por ser
estudiante universitario ya que el software de Jetbrains es de pago.
2.3.4. Docker
Docker [10] es un software que permite construir contenedores para automa-
tizar el despliegue de aplicaciones, nos proporciona una capa de abstracción que
nos permite ejecutar los contenedores en distintos sistemas operativos facilitando
tanto el despliegue como el montaje del entorno de desarrollo. [30]
Al contrario que las maquinas virtuales las cuales consumen una gran canti-
dad de recursos del sistema los contenedores de Docker se ejecutan directamente
en el Kernel lo que permite optimizar mas los recursos del sistema.
Otra de las ventajas es que solo necesitaremos instalar la dependencia de Doc-
ker en el lugar que queramos desplegar la aplicación para poder lanzarla, este
proyecto por ejemplo se ha desarrollado en varios equipos distintos donde cada
uno de ellos contaba con distintos sistemas operativos.
2.3.5. Control de versiones: Git y Git Hub
Las herramientas de control de versiones ayudan al equipo de desarrollo a
llevar un seguimiento de todos los cambios que el código va experimentando a
lo largo de la etapa de implementación.
La implementación del proyecto se ha desarrollado desde tres equipos distin-
tos contar con el código en un repositorio online ayuda a minimizar errores en
la aplicación así como a poder desarrollar distintas partes del proyecto sin tener
que preocuparse por fusionar el código manualmente.
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En caso de algún error o conflicto las herramientas de control de versiones nos
permiten regresar a un estado anterior del proyecto.
En este proyecto se ha optado por el uso de git [8] como herramienta de con-
trol de versiones, git fue lanzado en 2005 por su creador Linus Torvalds. El repo-
sitorio se ha alojado en la plataforma Git Hub [21] lanzada en 2008 la cual aloja
mas de 100 millones de repositorios contando con 31 millones de programadores
registrados y hasta 1.1 billones de contribuciones entre proyectos. [24]
2.3.6. Gestor de paquetes: NPM
El gestor de paquetes NPM (Node Package Manager) [7] fue desarrollado por
Isaac Schlueter, esta desarrollado en el lenguaje javascript siendo el gestor de pa-
quetes por defecto de Node Js.
NPM como gestor de paquetes nos permite administrar las dependencias ne-
cesarias en el proyecto descargando e instalando desde sus repositorio las libre-
rías requeridas por el proyecto.
Los paquetes instalados desde NPM se almacenaran en la carpeta del proyecto
llamada node_modules aunque también podemos instalar los paquetes de forma
global.
2.3.7. Vue CLI
El framework VueJs cuenta con una linea de interfaz de comandos propia lla-
mada Vue Cli, esta herramienta nos facilita el desarrollo de los proyectos Vue.
Vue Cli es una librería que podemos instalar desde el gestor de paquetes NPM.
1 $ npm i n s t a l l −g @vue/ c l i
Haciendo uso de la herramienta Vue CLI podemos crear el proyecto de Vue,
instalar paquetes de Vue que nos ayudaran a aumentar las funcionalidades del
propio framework o incluso lanzar el servidor con un sencillo comando.
2.3.8. JSON
JSON (JavaScript Object Notation) usa la sintaxis de los objetos de Javascript
pero es aceptado por la gran mayoría de lenguajes de programación, el formato
de texto JSON ha sido usado para el intercambio de datos entre la API en Ruby
on Rails y el frontend en VueJs.
CAPÍTULO 3
Análisis del problema
En la última década el sector de los videojuegos ha aumentado considerable-
mente, año tras año el numero tanto de jugadores como de competiciones como
de espectadores aumenta. El auge de los videojuegos multijugador ha echo evo-
lucionar al sector a una escena mas competitiva donde los jugadores prefieren
competir contra otros.
La plataforma web a desarrollar en este proyecto quiere acercar la sensación
de las competiciones a jugadores no profesionales. Permitiendo que los propios
jugadores gestionen su torneo y compitan junto a sus amigos o entablen contacto
con nuevos jugadores.
A continuación en este capitulo se realizara la especificación de requisitos de
este proyecto siguiendo el estándar IEEE830 [26].
3.1 Introducción
3.1.1. Propósito
En las secciones que componen este capítulo serán definidos los requisitos
funcionales, requisitos no funcionales y requisitos del sistema de la plataforma
web que permitirá unificar una red social con la gestión de torneos de deporte
electrónico.
3.1.2. Ámbito del sistema
La plataforma web desarrollada en este proyecto bajo el nombre de Gaamix
consiste en una aplicación web que permita unificar las funcionalidades de una
red social con la gestión de torneos bajo una misma aplicación.
Gaamix permitirá que sus usuarios puedan participar en torneos o gestionar-
los ellos mismos además de poder comunicarse con el resto de la comunidad a
través de mensajes.
Los usuarios podrán participar en torneos de manera individual o en equipo,
en caso de no pertenecer a ningún equipo los usuarios tendrán la posibilidad de
crearse el suyo propio.
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Como objetivo Gaamix pretende dar la posibilidad a los jugadores no profe-
sionales de organizar o participar en torneos de una manera sencilla formando
equipo con sus amigos o encontrando a nuevos jugadores en la comunidad con
los que participar.
3.1.3. Definiciones, acrónimos y abreviaturas
IEEE: Instituto de Ingeniería y Electrónica
Gaamix: El nombre que recibe la plataforma a desarrollar
Application Programming Interface (API): Interfaz de programación de apli-
caciones.
RubyOnRails: Framework basado en el lenguaje de programación ruby el
cual sera usado en el backend de la aplicación.
VueJs: Framework basado en el lenguaje de programación javascript el cual
sera usado en el frontend de la aplicación
3.1.4. Visión general del documento
Es necesario analizar los requisitos antes de desarrollar cualquier producto
software.
Este capítulo constará de tres partes esta misma introducción, la sección 3.2
constará de la descripción de la funcionalidad. Y por último en la sección 3.3 se
especificarán los requisitos y atributos del sistema.
3.2 Descripción General
3.2.1. Perspectiva del Producto
Gaamix es una plataforma web que permite a sus usuarios participar o gestio-
nar torneos de videojuegos. Los usuarios podrán participar en estos torneos indi-
vidualmente o en equipo. El usuario podrá contactar con un equipo para unirse o
podrá crear su propio equipo. Además contara con funcionalidades de red social
para que los usuarios puedan interactuar entre ellos.
3.2.2. Funciones del Producto
Las siguientes funcionalidades serán implementadas en la plataforma web:
Gestión de usuarios: registro de usuarios, edición del usuario y borrado de
usuario.
Inicio de sesión: un usuario podrá iniciar sesión con sus datos
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Publicación de mensajes: los usuarios podrán crear publicaciones.
Visualización de publicaciones: las publicaciones se podrán leer desde un
tablón.
Gestión de torneos: crear un torneo, editar su información y reporte de par-
tidos.
Unirse a torneo: los usuarios podrán registrarse en los torneos de forma
individual.
Gestión de equipos: creación de equipos, edición de equipo y borrado de
equipos.
Invitaciones de equipos: los equipos podrán enviar invitaciones a los juga-
dores para que los jugadores formen parte del equipo.
Invitaciones a usuarios: los usuarios podrán aceptar o rechazar las invita-
ciones que los equipos les envíen.
Equipos en torneos: el administrador del equipo podrá registrar al equipo
en los torneos que tengan como modalidad equipos.
Reporte de partidos: los usuarios podrán reportar el resultado del partido
jugado.
3.2.3. Características de los Usuarios
El publico objetivo de Gaamix son los jugadores de videojuegos no profesio-
nales los cuales podrán participar en torneos de manera individual, unirse en
algún equipo existente o crear su propio equipo para participar en torneos. Por
otro lado además de poder participar en torneos los usuarios también podrán de
disfrutar de una red social orientada a la comunidad de videojuegos dándoles la
posibilidad de conocer a nuevos jugadores.
3.2.4. Restricciones
Durante el desarrollo del proyecto se deben de tener en cuenta ciertas restric-
ciones:
Para mayor seguridad algunas peticiones a la API deberán estar autentica-
das enviando un token en la cabecera de la petición. Este token sera devuel-
to por la API al inicio de sesión del usuario.
Sera necesario que el diseño de la plataforma se adapte a distintas resolu-
ciones permitiendo su correcto funcionamiento en cualquier dispositivo.
Los lenguajes de programación utilizados serán RubyOnRails en el lado ser-
vidor y VueJs en el lado cliente.
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3.2.5. Suposiciones y Dependencias




Las tablas que se muestran a continuación especifican uno a uno los requi-




Nombre Registro de usuario
Descripción Un usuario debe de registrarse para poder acceder a
la mayoría de funcionalidades del sistema.
Precondición -
Postcondición -
Tabla 3.1: Requisito funcional RF-01
Identificador
RF-02
Nombre Edición de usuario
Descripción Un usuario deberá tener la posibilidad de actualizar la
información de su perfil.
Precondición El usuario debe de iniciar sesión.
Postcondición -
Tabla 3.2: Requisito funcional RF-02
Identificador
RF-03
Nombre Borrado de usuario
Descripción Un usuario tendrá la posibilidad de borrar su perfil y
todos sus datos.
Precondición El usuario debe de iniciar sesión.
Postcondición -
Tabla 3.3: Requisito funcional RF-03
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Identificador
RF-04
Nombre Inicio de sesión
Descripción Un usuario podrá acceder a la plataforma con sus da-
tos.
Precondición El usuario debe de estar registrado.
Postcondición -




Descripción Un usuario registrado podrá publicar un mensaje en
el tablón de la plataforma.
Precondición El usuario debe de iniciar sesión.
Postcondición -




Descripción Un usuario podrá visualizar el tablón con las publica-
ciones del resto de usuarios.
Precondición -
Postcondición -




Descripción Un usuario podrá crear un torneo.
Precondición El usuario debe de iniciar sesión.
Postcondición -




Descripción Un usuario podrá actualizar los datos de un torneo.
Precondición El usuario debe de iniciar sesión.
Postcondición -
Tabla 3.8: Requisito funcional RF-08
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Identificador
RF-09
Nombre Reportar partidos como Administrador
Descripción Un usuario que administre un torneo podrá reportar
los partidos.
Precondición El usuario debe de iniciar sesión y ser el administrador
del torneo.
Postcondición -
Tabla 3.9: Requisito funcional RF-09
Identificador
RF-10
Nombre Participar en un torneo
Descripción Un usuario podrá participar en un torneo.
Precondición El usuario debe de iniciar sesión.
Postcondición -
Tabla 3.10: Requisito funcional RF-10
Identificador
RF-11
Nombre Crear un equipo
Descripción Un usuario podrá crear su propio equipo.
Precondición El usuario debe de iniciar sesión y no pertenecer a nin-
gún otro equipo.
Postcondición -
Tabla 3.11: Requisito funcional RF-11
Identificador
RF-12
Nombre Editar información de equipo
Descripción Un usuario que administre un equipo podrá modificar
su información.
Precondición El usuario debe de iniciar sesión y ser el administrador
del equipo.
Postcondición -
Tabla 3.12: Requisito funcional RF-12




Descripción Un usuario que administre un equipo podrá eliminar-
lo.
Precondición El usuario debe de iniciar sesión y ser el administrador
del equipo.
Postcondición -
Tabla 3.13: Requisito funcional RF-13
Identificador
RF-14
Nombre Invitaciones de equipos
Descripción Un usuario que administre un equipo podrá enviar in-
vitaciones a otros usuarios en nombre del equipo.
Precondición El usuario debe de iniciar sesión y ser el administrador
del equipo.
Postcondición -
Tabla 3.14: Requisito funcional RF-14
Identificador
RF-15
Nombre Invitaciones a usuarios
Descripción Los usuarios podrán aceptar o rechazar las invitacio-
nes que los equipos les envíen.
Precondición El usuario debe de iniciar sesión.
Postcondición -
Tabla 3.15: Requisito funcional RF-15
Identificador
RF-16
Nombre Participación de equipos en torneos
Descripción Los usuarios que administren un equipo podrán re-
gistrar a su equipo en un torneo con modalidad de
equipos.
Precondición El usuario debe de iniciar sesión y administrar un
equipo.
Postcondición -
Tabla 3.16: Requisito funcional RF-16
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Identificador
RF-17
Nombre Reporte de partidos de equipo
Descripción Los usuarios que administren un equipo y ese equipo
participe en un torneo podrán reportar los resultados
de los partidos jugados por el equipo.
Precondición El usuario debe de iniciar sesión y que el equipo ad-
ministrado participe en el torneo.
Postcondición -
Tabla 3.17: Requisito funcional RF-17
Identificador
RF-18
Nombre Visualizar listado de usuarios
Descripción Un usuario podrá visualizar el listado de usuarios.
Precondición -
Postcondición -
Tabla 3.18: Requisito funcional RF18
Identificador
RF-19
Nombre Buscar en el listado de usuarios
Descripción Un usuario podrá buscar en el listado de usuarios.
Precondición -
Postcondición -
Tabla 3.19: Requisito funcional RF-19
Identificador
RF-20
Nombre Visualizar el listado de equipos
Descripción Un usuario podrá visualizar el listado de equipos.
Precondición -
Postcondición -
Tabla 3.20: Requisito funcional RF-20
Identificador
RF-21
Nombre Buscar en el listado de equipos
Descripción Un usuario podrá buscar en el listado de equipos.
Precondición -
Postcondición -
Tabla 3.21: Requisito funcional RF-21
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3.3.2. Requisitos de Rendimiento
La plataforma web esta enfocada a que la usen un gran numero de usuarios
concurrentemente por lo que se espera que el servidor sea capaz de procesar las
peticiones en menos de 2s.
3.3.3. Restricciones de Diseño
El acceso a la plataforma web será desde distintos dispositivos como lo pue-
den ser ordenador de mesa, portátiles, móviles o tabletas por lo que el diseño
deberá adaptarse a las distintas resoluciones de pantalla por lo que se aplicara el
uso de diseño responsive.
3.3.4. Atributos del Sistema
El software debe de cumplir ciertos requisitos no funcionales los cuales se




Descripción La plataforma deberá de tener un tiempo de aprendi-
zaje menor a 15 minutos.




Descripción La plataforma se deberá de visualizar correctamente
tanto en ordenadores personales, dispositivos móviles
y tabletas.




Descripción La plataforma deberá de responder las peticiones al
servidor en menos de 2s.
Tabla 3.24: Requisito no funcional RNF-03




Descripción Se espera que cuando un usuario acceda a la platafor-
ma este disponible el 99.99 % de los accesos.




Descripción Debido a necesidades perfectivas, evolutivas y correc-
tivas el código fuente del software debe de ser mante-
nible.
Tabla 3.26: Requisito no funcional RNF-05
CAPÍTULO 4
Diseño de la solución
4.1 Introducción
En este capitulo se procederá a detallar la arquitectura del sistema y el trabajo
de diseño realizado antes de comenzar a desarrollar el proyecto. En el apartado
del diseño se detallaran los prototipos de las interfaces de la aplicación y el diseño
de la base de datos.
4.2 Arquitectura del Sistema
La plataforma desarrollada en este proyecto es una aplicación web por lo que
la arquitectura del sistema por lo que se ha optado ha sido Cliente/Servidor.
Por un lado tenemos al cliente el cual podrá hacer uso de distintos dispositivos
como lo puede ser un ordenador de mesa, un portátil, una tableta o un teléfono
móvil para poder acceder a la plataforma.
El cliente enviara peticiones al servidor el cual gestionara los datos y consul-
tara o escribirá toda la información necesaria en la base de datos. Una vez que
el servidor ha manejado la petición le devolverá al cliente una respuesta con la
información requerida.
En la siguiente Figura 4.1 se muestra el diagrama de la arquitectura del siste-
ma.
Figura 4.1: Arquitectura del sistema
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4.3 Diseño Detallado
4.3.1. Diseño de la interfaz gráfica
Antes de realizar cualquier desarrollo de un producto software es necesario
realizar un trabajo previo diseñando las interfaces que lo compondrán obtenien-
do una primera versión la cual nos ayudara a tener una visión mas clara del
producto final.
En caso de incoherencias en el primer planteamiento tener una base clara so-
bre la que desarrollar minimizara los riesgos de los posibles cambios que pudie-
sen surgir.
Haciendo uso de la herramienta draw.io [3] se han realizado prototipos de
interfaces de cada una de las vistas involucradas los cuales se detallaran a conti-
nuación.
Barra de navegación
En la parte superior de todas las vistas se encontrara el menú de navegación el
cual nos permitirá tanto navegar por las distintas secciones de la plataforma como
también nos mostrara los botones de cerrar sesión, registro e inicio de sesión.
Figura 4.2: Prototipo de la barra de navegación
Vista principal
La vista principal sera lo primero que los usuarios se encontrarán al entrar en
la plataforma web, esta vista debe de mostrar el feed de posts de todo el resto
de usuarios así como permitir escribir un nuevo post si el usuario esta logueado
en la aplicación. Esta vista permitirá que la comunidad de jugadores interactué
entre sí.
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Figura 4.3: Prototipo de la vista principal
Vista Registro de usuario
Los usuarios deben de poder registrarse por lo que es necesario un formulario
de registro, este formulario sera un dialogo que se mostrara al pulsar sobre el
botón de registro de la barra de navegación.
En el formulario de registro el usuario introduciría sus datos y subirá a la
plataforma su foto de perfil.
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Figura 4.4: Prototipo de la vista de registro de usuario
Vista de Inicio de sesión de usuario
Los usuarios registrados necesitan un formulario de inicio de sesión, este for-
mulario sera un dialogo que se mostrara al pulsar en el botón de login de la barra
de navegación.
En el formulario de inicio de sesión el usuario introducirá su email y su con-
traseña para poder acceder a la plataforma.
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Figura 4.5: Prototipo de la vista de inicio de sesión de usuario
Vista del perfil de Usuario
Los usuarios que estén registrados contaran con una pagina del perfil la cual
mostrará su foto de perfil junto a su información, el equipo al que pertenezcan si
es que pertenecen alguno y los posts que hayan enviado bajo su nombre.
En el caso de recibir invitaciones para formar parte de un equipo el usuario
podrá aceptarlas o rechazarlas desde su perfil ya que le aparecerán las invitacio-
nes que haya recibido. Estas invitaciones solo estarán accesibles al propio usuario
si ha iniciado sesión en la plataforma.
Figura 4.6: Prototipo de la vista del perfil de usuario
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Vista de configuración
Toda aplicación web que gestione usuarios debe de contar con una pagina
de configuración en concreto desde esta vista se necesita que el usuario pueda
modificar sus datos y su foto de perfil.
Figura 4.7: Prototipo de la vista de configuración de usuario
Por otro lado si el usuario es el dueño de un equipo desde esta vista sera
capaz de modificar la información del equipo, en caso de no ser el dueño ni de
pertenecer a ningún equipo desde esta vista el usuario podrá crear el suyo propio.
Figura 4.8: Prototipo de la vista de configuración del equipo
Vista del listado de torneos
En esta vista se listaran todos los torneos y se mostrara su información mas
básica, además del listado de los torneos sera necesario contar con un buscador y
con un botón que nos lleve hasta la vista del formulario de crear torneo.
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Figura 4.9: Prototipo de la vista del listado de torneos
Vista de la creación del torneo
En el formulario de creación de torneo se introducirá el nombre del torneo, la
descripción, el juego del torneo, el tipo del torneo, la región y la fecha del torneo.
Figura 4.10: Prototipo de la creación del torneo
Vista de los torneos
Cada torneo debe de contar con su propia página la cual mostrara la tarjeta
con la información básica, la descripción de torneo, un listado de los participantes
y los partidos que se deben de jugar y el resultado.
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Figura 4.11: Prototipo de la vista de los torneos
Vista del listado de equipos
En esta vista se listaran todos los equipos, cada equipo sera una tarjeta la cual
contendrá la imagen del equipo, el nombre y la descripción. Además del listado
de los torneos contara también con un buscador.
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Figura 4.12: Prototipo de la vista del listado de equipos
Vista de los equipos
Cada equipo contara con un perfil el cual mostrara su información, los juga-
dores que forman parte del equipo y los torneos que ha ganado.
Figura 4.13: Prototipo de la vista de los equipos
Vista del listado de usuarios
En esta vista se listarán todos los usuarios, se mostrará el nombre, el nickname
y el correo. Además del listado de los usuarios contará también con un buscador.
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Figura 4.14: Prototipo de la vista de los equipos
4.3.2. Diseño de la Base de Datos
Analizar el esquema relacional de la base de datos es una etapa muy impor-
tante dentro del proceso del desarrollo del software ya que junto al prototipado
de las interfaces nos permite asentar las bases del producto a desarrollar.
La aplicación web Gaamix requiere que el esquema relacional contenga 8 ta-
blas las cuales se detallaran a continuación.
Users: La tabla usuarios sera el eje central de la aplicación guardando la in-
formación de los usuarios, su contraseña y los tokens necesarios para poder
hacer consultas a la API REST. También contara con una clave ajena a la
tabla equipos ya que los jugadores pueden pertenecer a un equipo.
Posts: Esta sera la tabla en la que los mensajes que posteen los usuarios se
almacenan por lo que es necesario que contenga una clave ajena a la tabla
usuarios.
Teams: La tabla equipos almacenara toda su información como puede ser el
nombre la descripción o su imagen del equipo.
Invitations: Los equipos tendrán la posibilidad de enviar invitaciones a ju-
gadores que no formen parte de ningún equipo, en esta tabla se almacena-
ran dichas invitaciones. Sera necesario que cuente con dos claves ajenas la
primera hacia la tabla equipos y la segunda hacia la tabla usuarios.
Tags: Esta tabla sera la encargada de almacenar la variedad de juegos sobre
los que se puede crear un torneo, el que exista esta tabla en lugar de un
enum en base de datos permitirá que un futuro se puedan añadir nuevos
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juegos o incluso la posibilidad de sacar estadísticas del numero de torneos
por juego.
Tournaments: La tabla de los torneos sera también fundamental en el soft-
ware ya que almacenara todos los datos de los torneos como pueden ser el
nombre del torneo, la fecha, región o el tipo de torneo. Serán necesarias dos
claves ajenas una hacia la tabla Tags la cual indicara el juego del torneo y
otra hacia la tabla Users indicando el propietario del torneo.
Participants: Debido a que un usuario puede participar en muchos torneos
y un torneo tiene muchos usuarios es necesario contar con una tabla que
indique que usuario participa en que torneo, esta tabla contara con 3 cla-
ves ajenas. La primera hacia la tabla Tournaments indicando a que torneo
pertenece ese participante, la segunda si el participante es un equipo hacia
la tabla equipos y la última si el participante es un usuario hacia la tabla
usuarios.
Matches: La tabla Matches guardara la información de los partidos que se
jugaran en los torneos. Se almacenaran tanto los participantes como el resul-
tado del partido. Esta tabla contara con tres claves ajenas la primera hacia
el torneo que pertenece el partido, la segunda hacia participantes indicando
el ganador y la tercera hacia participantes indicando el perdedor.
En la siguiente Figura 4.15 se detalla el diagrama Entidad/Relación del esque-
ma relacional de la base de datos.
Figura 4.15: Diagrama Entidad/Relación de la base de datos

CAPÍTULO 5
Desarrollo de la solución propuesta
5.1 Introducción
En este capitulo se detallara el desarrollo de la solución, en concreto la fase de
implementación del producto.
Esta fase se ha dividido en tres partes claramente diferenciadas la dockeriza-
ción del entorno, implementación de la API REST en ruby on rails y la implemen-
tación del lado cliente con VueJs.
5.2 Implementación
5.2.1. Dockerización del entorno
En el desarrollo de cualquier producto software es necesario contar con un
entorno de programación sobre el que comenzar a desarrollar el producto. Sera
necesario instalar ciertas dependencias dependiendo de las tecnologías que se
usen en el proyecto.
Esto puede causar problemas si el desarrollo del software se realiza desde
varios equipos distintos o si existen varios desarrolladores involucrados en un
mismo proyecto. Ya que si existen demasiadas dependencias puede que sea muy
costoso dejar listo un equipo para comenzar a trabajar por conflictos con otros
entornos de desarrollo de otros proyectos.
Por otro lado tener que instalar todas las dependencias del proyecto a mano
también puede provocar que tanto la fase de despliegue a producción del pro-
ducto o futuras migraciones a otros servidores aumenten los costos y los riesgos.
Debido a lo comentado anteriormente se ha optado por la virtualización del
entorno de desarrollo permitiendo aislar las dependencias de cada tecnología
dentro de su propio contenedor, disminuyendo casi al mínimo el tiempo de ins-
talación del entorno o del despliegue a producción.
Para lograr la virtualización se ha usado Docker un software que nos permite
crear contenedores los cuales alojaran las dependencias necesarias, una de las
ventajas de docker es que optimiza al máximo los recursos del sistema ya que
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aunque sean contenedores virtualizados se ejecutan sobre el mismo kernel del
equipo que lo ejecuta sin tener que soportar un sistema operativo completo por
cada contenedor.
En este proyecto se han desplegado tres contenedores distintos cada uno de
ellos soporta un área principal de la aplicación.
Base de Datos: Este contenedor alojara la base de datos PostgreSQL.
Lado cliente: El contenedor del lado cliente es el que aloja el proyecto de
frontend en VueJS.
Lado servidor: Este contenedor aloja la API REST en Ruby on Rails y las
dependencias necesarias. [29]
La estructura del proyecto se ha dividido en un directorio para cada contene-
dor en la siguiente Figura 5.5 se muestra la estructura del proyecto.
Figura 5.1: Estructura de directorios del proyecto
En el archivo docker-compose.yml Figura 5.2 se configura docker, se crean
los contenedores que va a albergar el proyecto y se añaden los volúmenes que
compartirán el equipo anfitrión y los contenedores.
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Figura 5.2: docker-compose.yml
Cada contenedor cuenta con un archivo llamado Dockerfile en el cual se de-
clara que tipo de contenedor es y los comandos que se ejecutaran cada vez que
se inicien. En este archivo los comandos que se ejecutan son la instalación de las
dependencias que se necesiten y el comando que inicia el servicio del contenedor.
A continuación se pueden ver los archivos Dockerfile del contenedor de Api
Figura 5.3 y del contenedor del front Figura 5.4.
Figura 5.3: Dockerfile del contenedor API
Figura 5.4: Dockerfile del contenedor Front
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La dockerización permite que solo sea necesario instalar docker en el equipo
para poder comenzar a desarrollar sobre la aplicación, tan solo se tendrán que
levantar los contenedores con el comando:
1 $ docker−compose up
En la siguiente Figura 5.5 se muestra la arquitectura dockerizada.
Figura 5.5: Arquitectura del sistema Dockerizada
5.2.2. Implementación de la Api Rest
En el lado del backend se ha optado por el desarrollo de una API (Application
Programming Interface) en el framework Ruby on Rails el cual esta basado en el
lenguaje de programación Ruby.
Las apis permiten proporcionar los datos de nuestra sistema siguiendo un
conjunto de restricciones y protocolos, en este proyecto se ha desarrollado una
API de tipo REST (Representational State Transfer).
Las API Rest hacen uso del protocolo HTTP para la comunicación entre las
distintas partes intercambiando mensajes en formato XML o JSON. [31]
Algunas de las características de una API Rest son:
Cuentan con una dirección URI única por cada recurso que sirva.
Al no existir estado las consultas al servidor son únicas e independientes
entre sí.
Al generar una arquitectura débilmente acoplada el cliente no tiene el por
que lanzar la petición directamente al servidor permitiendo contar con in-
termediarios o balanceadores de carga que aumenten la escalabilidad del
software.
Permiten que el cliente y servidor estén débilmente acoplados ya que no
sera necesario que compartan el mismo tipo de estructura.
Hace uso de los métodos HTTP para lanzar las consultas en la tabla 5.1 a
continuación se pueden ver los distintos métodos disponibles.
La primera tarea realizada en la fase de implementación del backend ha sido
crear la estructura de base de datos para ello se ha usado el sistema de migracio-
nes de RubyOnRails.
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Método HTTP Acción que realiza
GET Operación de lectura del recurso
PUT Operación de actualización del recurso
DELETE Operación de borrado del recurso
POST Operación de creación del recurso
y operaciones que no encajen en leer, actualizar y borrar.
Tabla 5.1: Métodos HTTP
El sistema de migraciones nos permite gestionar la creación y modificación de
la estructura de la base de datos en caso de querer modificar alguna migración
realizada se podría realizar rollback a un estado anterior.
Una vez que la estructura de la base de datos esta preparada se crean los
controladores que serán los encargados de manejar las peticiones a la API. Los
controladores serán creados bajo un directorio llamado V1 lo que nos dará la
posibilidad de en un futuro añadir cambios a la API generando una nueva versión
V2, de esta manera podrá desarrollarse los nuevos cambios sin afectar el uso de
la primera versión.
En la siguiente Figura 5.6 se detalla uno de los controladores.
Figura 5.6: Controlador de la clase User
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También sera necesario que en los modelos de las entidades se añadan las
relaciones con el resto de entidades.
A continuación en la Figura 5.7 se detalla el modelo de la clase User en la cual
se declara el uso de la gema Devise, para la gestión del registro e inicio de sesión
de los usuarios, y dos relaciones donde se indica que un usuario tiene muchos
posts y que puede pertenecer a un equipo.
Figura 5.7: Modelo de la clase User
Las API Rest se basan en peticiones en formato URI para ello debemos decla-
rar en el archivo routes.rb que controlador y que método será el encargado de
manejar la petición.
En el archivo routes.rb el cual podemos ver en la siguiente Figura 5.8 además
de las URIS también se declarara el espacio de trabajo de los controladores que ira
ligado a la versión de la API. En un futuro en caso de que la API necesite grandes
cambios se debería de crear un nuevo espacio de trabajo V2 para que no afecte
las peticiones ya desarrolladas.
Figura 5.8: Archivo routes.rb
Una vez terminada la implementación de la API Rest se obtiene una batería de
URIS con las que se podrá gestionar la base de datos enviando peticiones desde
el lado frontend.
Cada uno de los modelos de la aplicación cuenta como mínimo con las 5 peti-
ciones básicas. Las cuales serán la actualización, inserción y borrado de un regis-
tro y la lectura de todos los registros o la lectura de un registro en concreto.
Los usuarios cuentan con dos tipos de URI la primera será del tipo
5.2 Implementación 37
“/v1/users/” la cual servirá para devolver los usuarios o actualizarlos y la se-
gunda seguirá el patrón “/v1/auth” que sera utilizada en el proceso de registro,
inicio y cierre de sesión.
En la siguiente tabla 5.2 a modo de ejemplo se detallaran algunas de las URIS
involucradas en la gestión de los usuarios.
Método HTTP URI Acción que realiza
GET /v1/users Devuelve el listado completo de usuarios
GET /v1/users/:id Devuelve el usuario con el identificador de la URI
PUT /v1/users/:id Actualiza el usuario del identificador de la URIcon los parámetros recibidos.
DELETE /v1/users/:id Elimina el usuario con el identificador de la URI
POST /v1/auth/sign_up Registra un usuario con los parámetros recibidos
POST /v1/auth/sign_in Inicia sesión con el email y password recibidosen los parámetros
POST /v1/auth/sign_out
Cierra sesión del usuario con email
y password recibidos
en los parámetros
Tabla 5.2: Ejemplos de URIS de la API Rest
A continuación en la Figura 5.9 se muestra la estructura del directorio del lado
servidor del proyecto.
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Figura 5.9: Estructura del directorio del lado servidor
5.2.3. Implementación del frontend
En los últimos años han surgido nuevos frameworks dentro del desarrollo
web enfocado al lado cliente algunos de estos frameworks pueden ser Angular,
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React o VueJs. Estos tres frameworks están en la cima de los frameworks de fron-
tend mas usados en 2019 [20].
Los tres frameworks tienen en común que están basados en el lenguaje de
programación javascript y que se basan en el uso de componentes. [1]
El desarrollo basado en componentes consiste en dividir las interfaces web
en varios elementos, cada uno de estos elementos contendrá el HTML, CSS y
JavaScript necesario en un mismo fichero separado del resto. Gracias al encapsu-
lamiento de cada uno de los componentes permite que el código sea altamente
reutilizable.
En la implementación del frontend de este proyecto se ha usado el Framework
Vue js junto a algunas librerías que se detallaran a lo largo de este capítulo.
Vue Axios
Ha sido necesario poder enviar peticiones a la API Rest, para añadir esta fun-
cionalidad al proyecto se ha echo uso del plugin Vue Axios el cual permite lanzar
solicitudes HTTP.
Para ello se debe de configurar la URL de la API Rest a consultar y los hea-
ders personalizados que la Api requiera, en la siguiente Figura 5.10 se detalla el
archivo de configuración de Vue Axios.
Figura 5.10: Configuración del plugin Vue Axios
En la siguiente Figura 5.11 se puede apreciar un ejemplo de consulta a la API
Rest haciendo uso del plugin Vue Axios.
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Figura 5.11: Ejemplo de petición a la Api con Vue Axios
Vue Router
Las aplicaciones de tipo SPA (Single Page Application) necesitan hacer uso de
un sistema de rutas el cual indique las rutas que se usaran en la aplicación, en
cada una de estas rutas se configurara un componente vista.
Cuando los usuarios naveguen e interactúen con la aplicación variaran de ruta
y de vistas pero el navegador no recargara la página en ningún momento. Cada
una de las rutas tiene un componente de tipo vista asociado el cual se cargara
cuando esa ruta sea solicitada por el navegador.
En la siguiente Figura 5.13 se muestran algunas de las rutas creadas en la
aplicación desarrollada en este proyecto.
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Figura 5.12: Declaración de rutas de la aplicación
Vuetify
Vuetify es un framework para Vue Js que se usa como herramienta para ma-
quetar interfaces siguiendo el patrón de diseño Material Design se consiguen in-
terfaces con un diseño atractivo y muy visual. La herramienta cuenta con una
gran cantidad de componentes básicos para ser usados en los componentes per-
sonalizados que han sido desarrollados para la aplicación.
Una de las restricciones de la aplicación era que el diseño de la plataforma
se adapte a distintas resoluciones de pantalla permitiendo su uso en distintos
dispositivos, para ello se ha usado el sistema de rejilla de Vuetify.
El sistema de rejilla permite que el desarrollador adapte un mismo diseño en
distintos dispositivos. Haciendo uso de la directiva “<v-row>"para crear una fila
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y la directiva “<v-col>"para crear una columna se va dando forma a la estructura
de la vista. En la directiva “<v-col>"se especifica el numero de columnas que
ocupara según la resolución detectada por el navegador.
Como ejemplo del sistema de rejilla se usara el componente de la vista del
listado de usuarios en la cual se especifica que en caso de ser una resolución de
escritorio larga cada tarjeta de usuario ocupara 4 columnas, en caso de ser una
resolución de escritorio media o una tableta cada tarjeta de usuario ocupara 6
columnas y en el caso de ser un dispositivo móvil cada tarjeta de usuario ocupara
las 12 columnas totales.
Figura 5.13: Maquetado del componente listado de usuarios
En la siguiente Figura 5.14 se muestra la vista listado de usuarios mostrando
cuatro tarjetas de usuario por cada fila debido a que la resolución del navegador
es la de un escritorio largo.
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Figura 5.14: Vista listado de usuarios en escritorio largo
En la siguiente Figura 5.15 se muestra la vista listado de usuarios desde una
tableta la cual muestra dos tarjetas de usuario por cada fila.
Figura 5.15: Vista listado de usuarios en tableta
En la Figura 5.16 se muestra la vista listado de usuarios desde un dispositivo
móvil la cual muestra una tarjeta de usuario por cada fila.
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Figura 5.16: Vista listado de usuarios en dispositivo móvil
En total se han implementado diecisiete componentes que han sido usados en
nueve vistas distintas. En la siguiente Figura 5.17 se muestra el directorio del lado
cliente mostrando los componentes y vistas implementados.
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En este capitulo se explica el proceso necesario para implantar la aplicación
bajo un sistema con el sistema operativo Linux Mint.
El primer paso necesario para desplegar el proyecto es tener en la maquina
en la cual se desplegara el código. En este proyecto se ha echo uso de Git como
control de versiones y de la plataforma Git Hub para alojar el repositorio del
proyecto.
Para instalar Git en el sistema ejecutaremos el siguiente comando:
1 $ sudo apt−get i n s t a l l g i t
Debido a que el repositorio que se ha usado para alojar el proyecto es Privado
es necesario añadir la llave ssh del sistema en la cuenta de Git Hub.
Generaremos la llave ssh del sistema con el siguiente comando:
1 $ ssh−keygen −t r sa
Nos generara la llave publica en el archivo ‘/home/User/.ssh/id_rsa.pub’ la
cual añadiremos en la cuenta de Git hub. Una vez añadida la llave ssh en la confi-
guración de la cuenta en Git Hub podemos descargar el repositorio del proyecto
con el siguiente comando:
1 $ g i t c lone git@github . com : rozalen/gaamix . g i t
Teniendo el repositorio del proyecto en el sistema lo siguiente que se necesita
es tener Docker instalado para ello seguiremos los pasos detallados a continua-
ción:
Instalaremos los paquetes necesarios con el siguiente comando:
1 $ sudo apt−get −y i n s t a l l apt−t ransport−ht tps ca−c e r t i f i c a t e s c u r l
software−proper t ies−common
Para poder descargar Docker deberemos de añadir el repositorio necesario a
linux mint y actualizar para ello ejecutaremos los siguientes comandos:
1 $ sudo apt−add−r e p o s i t o r y ’ deb ht tps :// apt . dockerpro jec t . org/repo
ubuntu−x e n i a l main ’
2 $ sudo apt−get update
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Teniendo la lista de repositorios actualizada con el repositorio de Docker de-
ben de instalarse varios paquetes para descargarlos se debe de ejecutar el siguien-
te comando:
1 $ sudo apt−get i n s t a l l −y docker docker . io docker−compose
Una vez instalado Docker comprobaremos que el proceso esta levantado con
el comando:
1 $ s e r v i c e docker s t a t u s
En la siguiente Figura 6.1 veremos el resultado del comando anterior mostrando
que el servicio de Docker esta activo.
Figura 6.1: Estado del servicio Docker
El siguiente paso será arrancar los contenedores para ello desde el directorio
del proyecto se ejecutara el siguiente comando para arrancarlos:
1 $ sudo docker−compose up
Teniendo los contenedores arrancados nos conectaremos al contenedor de la
API para crear la base de datos desde el framework RubyOnRails para ello es
necesario listar los contenedores en ejecución localizar el contenedor de la API y
conectarnos para ejecutar algunos comandos de rails.
En la siguiente Figura 6.2 se muestra el comando necesario para listar los con-
tenedores en ejecución.
Figura 6.2: Listado de contenedores en ejecución
Localizamos el Id del contenedor de la API y nos conectamos a el mediante el
comando:
1 $ sudo docker exec − i t ID del Contenedor bash
Dentro del contenedor deberemos de ejecutar los siguientes comandos para
inicializar la base de datos, ejecutar las migraciones y se ha añadido también la
ejecución de una semilla de datos para poblar la base de datos con ejemplos desde
un inicio.
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1 $ r a i l s db : c r e a t e
2 $ r a i l s db : migrate
3 $ r a i l s db : seed
En la Figura 6.3 se muestra el dashboard de la aplicación tras desplegarla.




La fase de pruebas es una fase fundamental en el desarrollo de software ya
que nos ayudan a detectar errores para ser solucionados antes de que el producto
sea lanzado a producción.
En este capítulo se detallaran las pruebas realizadas en el proceso de desarro-
llo del proyecto.
Al terminar el desarrollo de la API REST se ha probado cada una de las peti-
ciones desarrolladas comprobando que la petición funciona y que nos devuelve
el resultado esperado.
Estas pruebas a la Api se han realizado con la herramienta Postman [11] la
cual permite realizar peticiones a una API REST de manera sencilla teniendo la
posibilidad de formar la petición con los parámetros y cabeceras necesarias desde
un formulario.
En la siguiente Figura 7.1 se muestra una prueba realizada a la Api REST
haciendo uso de la plataforma Postman.
Figura 7.1: Prueba de petición a la API REST con Postman
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La aplicación requería que el diseño se adaptara al dispositivo desde el cual se
accedía, para ello una vez finalizada la maquetación del frontend se han realizado
pruebas navegando por toda la web usando la herramienta Responsively [9] la
cual nos permite testear el diseño en distintos dispositivos al mismo tiempo.
En la siguiente Figura 7.2 se muestra el uso de la herramienta Responsively.
Figura 7.2: Testing del diseño haciendo uso de la herramienta Responsively
Se han testeado todas las vistas de la aplicación desde la herramienta Respon-
sively desde la visión de cuatro dispositivos distintos.
Iphone X para testear el diseño en dispositivos móviles donde la resolución
es más alargada y hacen uso del sistema operativo móvil IOS.
Pixel 2 para testear el diseño en dispositivos móviles que usen el sistema
operativo Android.
Ipad para testear el diseño en tabletas o en móviles con una gran resolución.
Escritorio genérico para testear el diseño desde navegadores de ordenado-
res portátiles y sobremesas.
CAPÍTULO 8
Conclusiones
El desarrollo de una aplicación web que permita a los usuarios participar en
torneos creados por ellos mismos y además comunicarse con el resto de la comu-
nidad se ha cumplido satisfactoriamente.
A pesar de que la plataforma desarrollada no cuente con todas las funcio-
nalidades que estaban planificadas a priori se han alcanzado todos los objetivos
marcados.
Se ha aprendido a usar la herramienta Git como control de versiones del pro-
yecto gestionando el repositorio con varias ramas.
Se ha diseñado una aplicación web desde cero, pasando una idea a un produc-
to software, analizando los requisitos tanto funcionales como no funcionales, las
restricciones necesarias y analizando el esquema relacional necesario para desa-
rrollar el software.
Se ha realizado un análisis previo de las vistas necesarias de la aplicación y se
han elaborado prototipos de las interfaces.
Se ha aprendido a usar la herramienta Docker para automatizar el despliegue
de aplicaciones usándola para dockerizar el entorno de desarrollo y agilizar el
despliegue en producción.
El hacer uso de herramientas de desarrollo como Docker han añadido a la apli-
cación una gran flexibilidad en el despliegue reduciendo los riesgos de conflictos
entre librerías ya instaladas en el servidor. Por otro lado docker ha aportado esca-
labilidad en el sistema permitiendo migrar de una manera sencilla si el proyecto
lo requiriese en el futuro.
El desarrollo de la Api REST en el lado backend, haciendo uso del framework
Ruby On Rails me ha permitido tanto aprender a desarrollar una Api REST como
aprender el lenguaje de programación Ruby y el framework Ruby On Rails. Se
ha añadido seguridad a la Api haciendo uso de tokens los cuales deben de ser
enviados en las cabeceras de las peticiones, sin las cabeceras necesarias la Api
REST no responderá a las peticiones.
El framework Ruby On rails ha aportado al software consistencia y robustez
ya que al basarse en el patrón de diseño Modelo, Vista y Controlador ocasiona
que el código este muy bien estructurado. Así como el uso de ORM Active Record
simplifica las consultas a base de datos.
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En la actualidad el desarrollo web esta en pleno auge y los frameworks de
desarrollo web basados en el lenguaje de programación Javascript son amplia-
mente conocidos y utilizados, aunque ya conocía javascript y lo había usado con
frameworks como JQuery jamás había trabajado con un framework moderno de
javascript como lo es VueJs.
Vue Js ha aportado versatilidad en el lado cliente de la aplicación ya que aun-
que es un framework liviano al ser progresivo permite añadir librerías si el pro-
yecto las requiere.
Gracias al desarrollo de este proyecto he tenido la posibilidad de tanto asentar
mis conocimientos adquiridos en el grado como adquirir nuevos conocimientos
en el área del proceso de desarrollo de software, en el área del desarrollo web y
el área de despliegue de aplicaciones.
8.1 Relación del trabajo desarrollado con los estu-
dios cursados
Durante todo el proceso del desarrollo de la aplicación se han aplicado cono-
cimientos adquiridos en el grado.
Como en Proyecto de ingeniería del software en este proyecto se ha desarrollado
una aplicación partiendo de una idea hasta llegar a un producto. Esta asignatura
me ayudo a estructurar el proceso de un desarrollo, seguir una metodología de
trabajo y plantear fases durante el desarrollo de la aplicación.
En la fase de análisis del proyecto se han aplicado conocimientos adquiridos
en las asignaturas de Análisis, validación y depuración de software, Análisis y especi-
ficación de requisitos.
Conocimientos aprendidos en las asignaturas de Ingeniería del Software y Base
de Datos han sido usados para analizar y diseñar el esquema relacional de la base
de datos de la aplicación.
Los prototipos de las interfaces se elaboraron basándome en lo aprendido en
la asignatura Interfaces persona computador.
Tanto en el diseño de la arquitectura del sistema, como en la dockerización
de la arquitectura del sistema fueron necesarios competencias adquiridas en la
asignatura Redes de computadores e Integración e Interoperabilidad.
Las asignaturas de Mantenimiento y evolución del software, Diseño de software y
Calidad del software me aportaron técnicas que permitieron diseñar la arquitectura
software, implementar código limpio y a consecuencia conseguir un software de
calidad y mantenible con la posibilidad de evolucionar en el futuro.
Las asignaturas matemáticas, aun siendo de las mas odiadas por la mayoría
de alumnos, nos aportan los conocimientos matemáticos necesarios para que un
Ingeniero realice su trabajo de una manera profesional, así como las asignaturas
relacionadas con la Ingeniería del Software, las cuales todas me han aportado
nociones que aplico día a día en el mundo laboral.
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Todas y cada una de las asignaturas cursadas en el grado me han aportado
grandes conocimientos que sin ellos no hubiese sido capaz de desarrollar este
proyecto.
8.2 Trabajos futuros
En este capítulo se detallaran distintas funcionalidades y aspectos de la apli-
cación que podrían desarrollarse en un futuro.
La aplicación se ha desarrollado en inglés, en un futuro seria interesante
añadir internacionalización a la aplicación, implementando un sistema de
traducciones en los textos para poder dar el servicio en distintos idiomas.
Ampliar la creación de los torneos desarrollando nuevos algoritmos que
permitan generarlos con distintos formatos.
Desarrollar el sistema de seguidores entre usuarios permitiendo a los usua-
rios tener un dashboard de posts personalizado según las cuentas que sigan.
Implementar tags en los posts enviados por los usuarios, esto permitiría
que los usuarios personalicen los mensajes del dashboard filtrando por el
contenido que quieran visualizar.
Añadir a los posts funcionalidades típicas de las redes sociales, como pue-
den ser sistema de reacciones en los mensajes o posibilidad de compartirlos,
las cuales no se han implementado por falta de tiempo.
A pesar de que la aplicación se ha desarrollado con un diseño responsive
el cual se adapta a distintos dispositivos, seria muy interesante desarrollar
una aplicación móvil la cual se pueda utilizar nativamente sin hacer uso de
navegadores. Solo seria necesario desarrollar la parte frontend de la apli-
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