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WIP Work In Progress delo v razvoju
PHP PHP Hypertext Preprocessor PHP nadprocesor besedila
SQL Structured Query Language strukturirani povpraševalni je-
zik
HTML HyperText Markup Language jezik za označevanje nadbese-
dila
CSS Cascading Style Sheet slogovne predloge
AJAX Asynchronous JavaScript And
XML
asinhroni JavaScript in XML
ORM Object-Relational Mapping objektno-relacijska preslikava
MVC Model-View-Controller Model-Pogled-Nadzornik
XP eXtreme Programming ekstremno programiranje
TDD Test-Driven Development testno voden razvoj






Naslov: Spletna aplikacija za vodenje projektov po metodologiji Kanban
Avtor: Marko Kodrič
Diplomska naloga opisuje razvoj spletne aplikacije za vodenje projektov po
metodologiji Kanban. Uvodni del naloge opisuje osnovno teoretično področje
agilnega razvoja programske opreme in predstavi metodologijo Kanban. V
nadaljevanju so predstavljene nekatere obstoječe programske rešitve, iz ka-
terih smo dobili informacije o konceptu uporabe orodja za vodenje procesov
po metodi Kanban. Te koncepte v nadaljevanju uporabimo pri izgradnji
naše aplikacije, katera med drugim podpira spremljanje projekta z uporabo
table in kartic, komunikacijo znotraj posamezne ekipe, prikaz ključnih gra-
fov s podatki o napredku projekta in podporo za vodenje dokumentacije o
projektu.
V drugem delu diplomske naloge predstavimo realizirano spletno aplika-
cijo iz tehničnega vidika. Opǐsemo uporabnǐske specifikacije, tehnične spe-
cifikacije in postopek razvoja posameznih delov aplikacije. Za realizacijo
spletne aplikacije smo uporabili tehnologijo PHP kot programski jezik za
zaledje aplikacije, MySQL za podatkovno bazo in nekaj sodobnih orodij za
razvoj uporabnǐskega vmesnika. V osnovi gre za prototip aplikacije, vendar
le-ta podpira vse ključne koncepte za vodenje procesov po metodi Kanban.
Vključuje tudi nekaj dodatnih funkcionalnosti, kar aplikaciji omogoča bolǰso
uporabnǐsko izkušnjo. Aplikacija je primerljiva z obstoječimi rešitvami na
trgu.
Ključne besede: agilne metodologije, vitke metodologije, kanban, kanban
tabla, spletna aplikacija.
Abstract
Title: Web application for Kanban project management
Author: Marko Kodrič
The thesis describes the development of web application for Kanban project
management. The first part of the thesis describes basics of agile software
development and presents Kanban methodology. This is followed by presen-
tation of the existing web applications, from where the information on the
concepts for Kanban project management tool are obtained. We use this con-
cepts to build our application, which supports project overview with kanban
board, remote team communication, graphs with various data on project’s
progress and documentation management.
In the second part of thesis we present the realized web application from
the technical point of view. We describe user specifications, technical spec-
ifications and the development process of the application. We used PHP
language to develop server side technology, MySQL for the database manage-
ment and some modern tools for the development of user interface. Currently,
application is a prototype, but it supports the key concepts for project man-
agement according to the Kanban methodology and includes some additional
functionalities, which provide a better user experience to the application. As
a result, it is competitive with existing solutions on the market.





V zadnjih dveh desetletjih se je razvoj programske opreme zelo razširil, saj
ljudje dnevno uporabljajo neko vrsto programske opreme. Veliko k temu
pripomore razvoj mobilnih naprav in posledično razvoj mobilnih in spletnih
aplikacij. Čedalje več podjetij se osredotoča na razvoj svojih aplikacij in
vsako podjetje želi nove ideje čim hitreje pretvoriti v delujočo programsko
opremo.
Za hitreǰsi proces razvoja so se v zadnjih letih izoblikovali določeni pri-
stopi, katerim s skupnim imenom pravimo agilne metodologije [7]. Te so
postale zelo popularne, saj se za razliko od klasičnih pristopov razvoja osre-
dotočajo na hiter in učinkovit razvoj delujoče programske opreme. Klasični
proces razvoja ima običajno preveč poudarka na dokumentaciji in načrtovanju
ter ne dopušča sprememb, ko je razvoj že v teku. Agilne metodologije za-
radi svojih iterativnih izdaj in nenehne komunikacije s končnim naročnikom
dopuščajo spremembe med potekom razvoja. Zaradi tega so se izkazale za
zelo učinkovite in danes že številna podjetja uporabljajo agilne metode v
svojih procesih razvoja.
Ena izmed agilnih metod je Kanban [20], katera se je v zadnjih letih
izkazala za zelo učinkovito in jo v svoje procese implementira čedalje več




Ob vpeljavi metode Kanban za vodenje projektov se od članov ekipe
pričakuje, da pokažejo ustrezno mero samodiscipline. Za ekipni uspeh je
potrebno, da vsi člani stremijo k istim ciljem, med katerimi sta predvsem
zadovoljstvo končne stranke in optimizacija procesa dela.
Metoda Kanban za svojo izvedbo ne potrebuje veliko sredstev. Osrednji
sredstvi sta Kanban tabla in kartice. Običajno se pri tovrstnih projektih
dejansko uporablja tablo in papirnate nalepke kot kartice, a je praktična tudi
izvedba v elektronski obliki, ker omogoča nekaj dodatnih funkcionalnosti,
predvsem pa učinkovito podporo samemu procesu vodenja.
Zaradi teh razlogov smo se odločili za razvoj prototipa spletne aplika-
cije za vodenje projektov po metodi Kanban. Aplikacija zajema vse osnovne
koncepte Kanban, hkrati pa ponuja tudi dodatne funkcionalnosti, katere pri-
pomorejo k lažjemu vodenju projektov. V diplomski nalogi bomo opisali
tudi postopek razvoja aplikacije na ta način ter izpostavili njene prednosti in
uporabo v procesih vodenja projektov. Rešitev ni edina iz svojega področja,
zato bomo za lažjo primerjavo še pred opisom razvoja aplikacije predstavili
nekaj ostalih orodij, ki nudijo podobne funkcionalnosti.
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Agilne metodologije
V tem poglavju bomo predstavili teoretično ozadje agilnih metodologij, kako
so se razvijale skozi čas in njihove glavne značilnosti. Bolj podrobno bomo
spoznali osnove metodologije Kanban, kar je osrednja tema te diplomske na-
loge.
agilnost - lastnost koga, da je dejaven, spreten in se zna hitro, učinkovito
odzivati, prilagajati na okolǐsčine [14].
Agilne metodologije razvoja programske opreme so skupek različnih postop-
kov v razvoju, kjer se uporabnǐske zahteve in končne rešitve razvijejo preko
sodelovanja med samoorganiziranimi in raznolikimi skupinami ter njihovimi
strankami oziroma končnimi uporabniki [7]. Spodbujajo prilagodljivo pla-
niranje, iterativni razvoj, hitro dostavo rešitev in nenehne izbolǰsave, kar
omogoča pogoste povratne informacije končnemu uporabniku in njegovo pra-
vilno usmerjanje k popravkom, če je to potrebno.
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2.1 Razvoj agilnih metodologij
V 90. letih preǰsnjega stoletja se je v panogi razvoja programske opreme po-
javljalo vse očitneǰse nezadovoljstvo s klasičnimi metodami in procesi razvoja
programske opreme [31]. Težave, ki so se pojavljale, so bile predvsem:
• dolg čas razvoja,
• visoki stroški oziroma poraba virov,
• birokracija,
• visoka verjetnost, da bo projekt propadel,
• slaba kvaliteta programske opreme in
• nezadovoljstvo strank.
Zato se je v teh letih pojavilo kar nekaj drugačnih metodologij za razvoj
programske opreme, med katerimi so Scrum [29], Ekstremno programiranje
(angl. eXtreme Programming - XP) [8], Testno voden razvoj programske
opreme (angl. Test-Driven Development - TDD) [4], Metoda dinamičnega
razvoja sistemov (angl. Dynamic Systems Development Method - DSDM)
[30] ter še nekaj ostalih metod, ki jih poznamo pod izrazom lahke metodolo-
gije [7]. Le-te so skušale rešiti zgoraj naštete težave, ki so nastajale zaradi
neustreznih metod razvoja programske opreme.
2.2 Manifest agilnosti
Pojem agilne metodologije se je prvič pojavil leta 2001, ko se je skupina 17
inženirjev in svetovalcev zbrala v mestu Snowbird in objavila Manifest agil-
nosti [2]. Kasneje so ustanovili organizacijo The Agile Alliance [1].
Na novo objavljeni manifest je vseboval štiri načela agilnega razvoja pro-
gramske opreme:
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1. posamezniki in interakcije pred procesi in orodji,
2. delujoča programska oprema pred vseobsežno dokumentacijo,
3. sodelovanje s stranko pred pogodbenimi pogajanji in
4. odziv na spremembe pred togim sledenjem načrtom.
Principi v ozadju agilnega manifesta izhajajo iz načel, katerim naj bi sledila
vsaka agilna metodologija:
• Naša najvǐsja prioriteta je zadovoljiti stranko z zgodnjim in nepretrga-
nim izdajanjem vredne programske opreme.
• Upoštevamo spremembe zahtev, celo v poznih fazah razvoja. Agilni
procesi uporabijo tovrstne spremembe v prid konkurenčnosti naše stranke.
• Delujočo programsko opremo izdajamo pogosto, običajno v obdobju od
nekaj tednov do nekaj mesecev.
• Poslovneži in razvijalci morajo skozi celoten projekt dnevno sodelovati.
• Projekte gradimo okrog motiviranih posameznikov, omogočimo jim de-
lovno okolje, nudimo podporo in jim zaupamo, da bodo svoje delo opra-
vili.
• Najbolǰsa in najučinkoviteǰsa metoda posredovanja informacij razvojni
ekipi in znotraj ekipe je neposredni pogovor.
• Delujoča programska oprema je osnovno merilo napredka.
• Agilni procesi promovirajo trajnostni razvoj, zato morajo biti spon-
zorji, razvijalci in uporabniki zmožni enakega ritma delovanja za ne-
določen čas.
• Nenehna težnja k tehnični odličnosti in k dobremu načrtovanju izbolǰsa
agilnost.
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• Preprostost je ključna in jo razumemo kot zmanǰsevanje količine nepo-
trebnega dela.
• Najbolǰse arhitekture, zahteve in načrti izhajajo iz samoorganiziranih
ekip.
• Ekipa redno preverja, kako bi postala učinkoviteǰsa in posledično spre-
jema ustrezne ukrepe.
Glavne značilnosti agilnih metodologij sta preprostost in hitrost. V konte-
kstu razvoja programske opreme se razvojna skupina osredotoči na predno-
stne funkcionalnosti, ki so najbolj potrebne. Zbira in upošteva tudi povratne
informacije stranke in se ustrezno prilagaja glede na njih.
Agilna razvojna ekipa izvaja postopen razvoj v majhnih ciklih oziroma inkre-
mentih. Sodelovanje med člani ekipe in stranko je vedno prisotno, pomembna
sta tudi razumevanje metode, da jo ekipa lahko po potrebi prilagodi svojemu
načinu dela.
2.3 Kanban
V področju razvoja programske opreme je Kanban uveljavljena agilna meto-
dologija za podporo procesa razvoja. Omogoča postopno uvajanje sprememb
v proces. Kanban ni stroga metodologija (kot recimo Scrum), ker ne zahteva
takoǰsnje spremembe razvojnega procesa, da se zadosti vnaprej določenim
pravilom. Vpeljava Kanban metologije je zasnovana tako, da povzroči kar se
da malo odpora zaposlenih.
Osnova Kanbana je stalno izbolǰsevanje in prilagodljivost procesov. Ra-
zvojni ekipi pomaga vizualizirati delo, omejiti obseg dela v izvajanju in hitro
premakniti delo iz začetne v končno fazo.
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2.3.1 Vizualizacija poteka dela
Slika 2.1: Primer kanban table za vizualizacijo delovnega poteka.
Za vizualizacijo poteka dela potrebujejo razvojne ekipe le tablo in kartice
z opisi dela (slika 2.1), ki so lahko fizične ali virtualne [13]. Fizične table
so popularne pri nekaterih ekipah, ker spodbujajo interakcijo, vendar pa so
virtualne table lahko veliko funkcionalneǰse, ker ponujajo možnost sledenja
posameznih akcij, lažje sodelovanje, dostopnost iz več lokacij in podobno.
Ne glede na vrsto table je naloga ekipe, da zagotovi vizualiziran in stan-
dardiziran potek dela. Kadar pride pri poteku dela do zastoja, se ta poskuša
odpraviti čimprej.
Osnovno kanban tablo ponavadi sestavljajo trije stolpci oziroma koraki v
procesu dela:
• delo, ki ga je potrebno opraviti,
• delo, ki se trenutno opravlja, ter
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• opravljeno delo.
Poleg te osnovne sestave table ni dodatnih predpisanih pravil, kako naj
bi bila ta sestavljena, zato si jo lahko vsaka ekipa prilagodi svojemu procesu
dela.
Kanban kartice predstavljajo konkretno delovno aktivnost znotraj pro-
cesa, ki se običajno nanaša na eno uporabnǐsko zgodbo definirano v fazi
planiranja. V postopku planiranja dela se tako obsežneǰse delovne aktivnosti
razdeli na manǰse dele (funkcionalnosti) in te se zapǐsejo na kartico. Ko smo
planiranje zaključili, se kartice s funkcionalnostmi dodajo v začetni korak
na tabli. Glavni namen vizualizacije dela je spremljanje napredka dela skozi
celoten proces.
Kartica običajno vsebuje podatke kot so opis funkcionalnosti, odgovornost
izvajalca, oceno porabljenega časa in podobno. Iz table lahko v vsakem
trenutku vidimo, kako daleč v procesu je posamezna funkcionalnost oziroma
kartica.
2.3.2 Izvlečni sistem
Na sliki 2.1 je kanban tabla razdeljena na 5 stolpcev: Zgodbe (angl. Stories),
Seznam (angl. To Do), V izvedbi (angl. In Progress), Testiranje (angl. Te-
sting) in Končano (angl. Done). V fazi planiranja so se naloge porazdelile na
posamezne kartice, ki so bile dodane v stolpec Stories. Nato se določi kartice
z največjo prioriteto iz stolpca Stories in te doda v stolpec To Do. Neza-
seden razvijalec izbere iz stolpca To Do kartico po kateri bo delal. Izbrano
kartico premakne v stolpec In Progress. Ko razvijalec zaključi z delom, pre-
makne kartico v stolpec Testing. Po opravljenem testiranju premakne kartico
v stolpec Done.
V kolikor razvijalec in tester nista ista oseba, bi bilo primerneje, če bi med
stolpca In Progress in Testing dodali še stolpec Completed. Ko bi razvijalec
končal z delom, bi premaknil kartico v ta stolpec. Tester bi tako dobil signal,
da lahko prične z delom na tej kartici. Zaradi takega premikanja kartic po
tabli se za tovrstni način uporablja izraz izvlečni sistem (angl. pull system).
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2.3.3 Omejitev količine dela
Omejitev količine dela (angl. WIP limit) v ekipi odstrani občutek preo-
bremenjenosti, saj z omejitvijo na manj istočasnih nalog potrebujemo manj
koordinacije med njimi in tako se omogoči hitreǰsi zaključek posamezne na-
loge.
Za zgled lahko vzamemo celotno delo, ki mora biti opravljeno in dosta-
vljeno naročniku. To so vse delovne naloge, ki čakajo na prevzem, tem tako
tiste v izvedbi kot tiste, ki se morajo testirati in dostaviti naročniku. Ome-
jitev dela predstavlja število delovnih nalog, ki se lahko izvajajo sočasno v
vsakem stolpcu oziroma fazi procesa.
Omejitev količine dela lahko zapǐsemo na vrh vsakega stolpca na kan-
ban tabli. Novo nalogo lahko prevzamemo oziroma premaknemo v naslednji
stolpec, če je število kartic v tem stolpcu manǰse od njegove omejitve.
2.3.4 Plavalne steze
Plavalne steze omogočajo dodatno združevanje pri vizualizaciji delovnega
toka. Obstaja več načinov uporabe plavalnih stez. Če je projekt razdeljen
na večje naloge, ki se med seboj zelo razlikujejo ali vsebuje različne vrste
dela (npr. razvoj, reševanje hroščev, vzdrževanje), je smiselna pregledna
razporeditev teh v ločene plavalne steze.
Z uporabo plavalnih stez tako table ne razdelimo le na stolpce, ampak
tudi na vrstice, kjer vsaka vrstica predstavlja ločeno večjo nalogo ali različne
vrste dela na istem projektu. Vse vrstice se raztezajo čez celoten delovni
proces, zato vse vključujejo enake faze delovnega procesa. Kartice svoje
plavalne steze ne morejo zapustiti.
Na sliki 2.2 je prikazan primer plavalnih stez. Iz primera je razvidna
razdelitev table na vrstice, ki se delijo glede na vrsto oziroma prioriteto dela.
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Slika 2.2: Primer plavalnih stez.
2.3.5 Ciklični in pretočni čas
Ciklični čas predstavlja čas, ki ga potrebuje posamezna delovna aktivnost
od trenutka, ko vstopi v fazo začetka dela do zaključka izdelave. Običajno se
začne meriti ob prehodu iz faze planiranja v fazo razvoja, zaključi pa meriti
takrat, ko kartica preide v zaključno fazo.
Pretočni čas pa predstavlja čas od trenutka, ko se delovna aktivnost doda
na tablo, do trenutka, ko funkcionalnost preide v izdajo oziroma zaključno
fazo delovnega procesa.
Ključna razlika je ta, da ciklični čas predstavlja dejanski čas za razvoj
delovne aktivnosti, pretočni čas pa celoten čas od trenutka, ko je bila delovna
aktivnost določena za izvedbo.
2.4 Prednosti metode Kanban
Fleksibilnost planiranja
Kanban razvojna ekipa se osredotoči samo na naloge, ki morajo biti trenu-
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tno opravljene. Ko ekipa zaključi s temi nalogami, izbere naslednje naloge
iz stolpca z zahtevanimi funkcionalnostmi. Planer oziroma oseba, ki skrbi
za plan dela, lahko spreminja plan brez motenj ekipe, saj spremembe ne
vplivajo na trenutno delo ekipe. Do izjem lahko pride le v primerih, ko se
naslednje naloge nanašajo na preǰsnje. Vseeno je dobra praksa, da se v izogib
presenečenj planer redno posvetuje s člani ekipe.
Kraǰsanje časa ciklov
Čas cikla je ključno merilo uspešnosti za razvojne Kanban ekipe [6]. Z op-
timizacijo časa cikla lahko ekipa približno napove hitrost izvedbe dela v pri-
hodnosti.
Čas cikla je zelo odvisen od znanja članov ekipe. Več znanja kot si člani
ekipe delijo med seboj, bolj je njihovo delo koordinirano in s tem prihaja do
manj zastojev v procesu dela. Posledično to pomeni optimalneǰso izvedbo
cikla.
Manj zastojev v procesu dela
Večopravilnost članov razvojne ekipe vodi v manǰso učinkovitost - več de-
lovnih aktivnosti kot razvijalec izvaja naenkrat, manj učinkovit bo. Zato je
v metodi Kanban ključno, da se količina dela omeji (angl. WIP limit). Z
omejitvijo količine dela se vidi, kje v ekipi prihaja do zastojev in kaj je lahko
razlog zanje. To je lahko pomanjkanje osredotočenosti, pomanjkanje izvajal-
cev ali pa pomanjkanje znanja.
Vizualne metrike
Ena glavnih značilnosti kanban metode je nenehno izbolǰsevanje procesa in
njegove učinkovitosti z vsako iteracijo dela. S preglednimi grafikoni (angl.
graphs) lahko sproti prepoznavamo na čem mora ekipa delati, da se lahko še
naprej izbolǰsuje.
Eno izmed poročil je kumulativni diagram poteka (angl. cumula-
tive flow diagram). Diagram prikazuje število delovnih aktivnosti v vsaki
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fazi delovnega procesa za vsak dan od začetka procesa. Iz diagrama lahko
razberemo, kje prihaja do zastojev v procesu dela.
Slika 2.3: Primer kumulativnega diagrama poteka.
Na sliki 2.3 modro področje predstavlja število končanih delovnih aktivnosti v
časovnem intervalu. Zeleno področje predstavlja delovne aktivnosti v začetni
fazi procesa, vmesna področja pa predstavljajo vmesne faze procesa. Po
optimalnem scenariju vsa področja rastejo enakomerno.
Kadar se število delovnih aktivnosti konstantno povečuje, vendar eno ali
več spodnjih področij ostaja na isti vǐsini, to kaže na zastoj v eni izmed faz
delovnega procesa.
Če vmesna področja stalno rastejo in rast modrega področja zelo odstopa
od rasti ostalih področij, takrat člani ekipe nase prevzemajo preveč delovnih
aktivnosti. Takrat je nujna uvedba omejitve števila delovnih aktivnosti za
posamezne faze v poteku dela.
2.5 Primerjava z metodo Scrum
Uporaba agilnih metod pomeni strukturiran in iterativen način vodenja pro-
cesov razvoja. Kanban je namenjen predvsem vizualizaciji dela, omejevanju
števila delovnih aktivnosti v izvedbi in optimizaciji učinkovitosti. Kanban
ekipe se osredotočajo na zmanǰsanje časa za izvedbo projekta ali posameznih
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delovnih aktivnosti med potekom dela. Za uspeh uporabljajo kanban table
in nenehno izbolǰsujejo svoj proces dela.
Scrum ekipe pa stremijo k temu, da izdajo delujoč izdelek v določenih in-
tervalih imenovanih tek (angl. sprint). Na koncu vsakega teka dobi naročnik
delujoč izdelek z dodanimi funkcionalnostmi glede na izdajo iz preǰsnjega
teka.
Člani Scrum ekipe imajo specifične vloge:
• oseba zadolžena za vodenje in nadzor procesa (angl. scrum master),
• vodja, ki skrbi za izvedbo oziroma rast funkcionalnosti izdelka (angl.
product owner),
• ostali člani razvojne ekipe (angl. development team) in
• in zunanji uporabniki (angl. observers).
Pogosto se metodi Scrum in Kanban zaradi različnih namenov kombini-





tekov (običajno 2 do 4 te-
dne)
Nenehni cikli
Izdaje izdelka Na koncu vsakega teka Nenehne izdaje
Vloge 4 vloge Ni določenih vlog
Ključna merila Hitrost teka
Pretočni čas, ciklični čas,
omejitev delovnih aktivno-
sti (angl. WIP limit)
Spremembe
Ekipa ne sme uvesti spre-
memb med tekom razen v
izjemnih primerih




Obstoječe spletne aplikacije za
Kanban
3.1 Funkcije aplikacij za podporo razvoju
Fizične kanban table zadostujejo za osnovno vodenje projektov oziroma pod-
poro procesu dela. Za začetek potrebujemo samo fizično tablo in kartice, ki
so lahko v obliki listkov. Na kartice zapǐsemo zahtevane funkcionalnosti in
jih nalepimo na tablo, nato pa z razvrščanjem kartic vodimo proces dela.
Ta način dela popolnoma zadostuje kanban metodologiji, vendar je pogosto
učinkoviteje uporabiti eno izmed virtualnih orodij oziroma aplikacij, name-
njenih za vodenje procesov. Te aplikacije lahko proces poenostavijo, hkrati pa
ponujajo kar nekaj dodatnih funkcionalnosti v primerjavi s fizičnimi tablami.
Glavne prednosti aplikacij so:
• pregled nad več projekti znotraj aplikacije v nasprotju s fizičnimi ta-
blami, kjer bi za vsak projekt potrebovali svojo tablo in prostor,
• lažja uvedba sprememb na tablah in karticah,
• člani ekipe imajo sproten vpogled v trenutno stanje projekta, za kar je
potreben le dostop do spleta,
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• tablo lahko gledamo na različnih ravneh, natančneje kot celoto ali po-
drobno kot posamezen stolpec ali plavalno stezo, kar se nanaša tudi na
kartice in
• pogosto aplikacije zagotavljajo tudi statistični pregled nad projektom.
Nudijo pregled nad podatki, ki omogočajo vpogled v stanje projekta,
podatke o morebitnih zastojih, meritve časa cikla ali časa porabljenega
za posamezno delovno aktivnost ter druge podobne funkcionalnosti.
3.2 Pregled obstoječih aplikacij
Danes obstaja na spletu že veliko tovrstnih aplikacij. Za potrebe te diplomske
naloge se bomo omejili na brezplačne verzije aplikacij. V nadaljevanju bodo
predstavljene tri izmed najpopularneǰsih. Za vsako izmed njih bo predsta-
vljeno podjetje, ki je razvilo aplikacijo ter glavne funkcionalnosti aplikacije.
3.2.1 Trello
Popularna aplikacija Trello je bila sprva razvita s strani podjetja Fog Creek
Software, nato pa je bila prodana podjetju Atlassian [5]. Uporabnǐska baza
šteje več kot 50 milijonov ljudi. Uporabnǐski vmesnik je zelo preprost. Upo-
raba temelji na tablah, na katere lahko dodamo poljubno mnogo stolpcev.
Znotraj stolpcev dodajamo kartice, ki predstavljajo delovne aktivnosti. S
potegom mǐske lahko kartice razvrščamo ali prestavimo v drug stolpec.
Trello v osnovi ne podpira kreiranja plavalnih stez in omejevanja delovnih
aktivnosti v razvoju. Ena izmed pomembneǰsih prednosti Trella so nadgra-
dnje znotraj aplikacije, med katerimi so polja kartice po meri, koledar in
omejitev dela v razvoju. Med pomembe funkcionalnosti lahko štejemo tudi
integracijo z ostalimi digitalnimi orodji.
V brezplačni različici je podprta uporaba desetih tabel in uporaba ene
nadgradnje na tablo. Če želimo polno funkcionalnost aplikacije, je ponujena
možnost nakupa licence. Ta se obračuna glede na število uporabnikov v ekipi.
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Slika 3.1: Aplikacija Trello.
3.2.2 MeisterTask
MeisterTask je aplikacija za vodenje projektov po metodi Kanban [23]. Raz-
vita je s strani podjetja nemškega podjetja MeisterLabs. Kanban tabla je
v aplikaciji razdeljena na stolpce Odprto (angl. open), V poteku (angl. in
progress) ter Končano (angl. done). Dodatne stolpce se lahko dodaja po
želji. Uporabniki lahko z metodo povleci in spusti premikajo kartice iz enega
v drug stolpec. Aplikacija ne omogoča deljenja stolpcev na več podsekcij in
dodajanja plavalnih stez. Kartice omogočajo poleg naslova in opisa dodaja-
nje seznama delovnih aktivnosti in datotek. Brezplačna različica aplikacije
omogoča uporabo 3 tabel in je precej omejena, a zadostuje osnovnim potre-
bam za vodenje projektov po metodi Kanban. Primer aplikacije je prikazan
na sliki 3.2.
3.2.3 Jira
Jira je znano programsko orodje za podporo agilnega razvoja programske
opreme po metodah Scrum in Kanban [6]. Razvilo ga je podjetje Atlassian
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[5]. Aplikacija ponuja veliko število funkcionalnosti, katere sicer zadoščajo
vsem potrebam kanbana, vendar je potrebno vložiti v nastavitve precej časa,
da dosežemo željen rezultat. Na razpolago je veliko dokumentacije in spletnih
videoposnetkov za pomoč pri uporabi aplikacije. Brezplačna različica aplika-
cije je omejena na največ 10 uporabnikov znotraj ekipe. Namesto kartic se
v Jiri kreirajo zahtevki, ki se dodajajo v stolpce na tabli. Ti lahko vsebujejo
podzahtevke, da lahko razdelimo večje delovne aktivnosti na manǰse dele.
Primer aplikacije je prikazan na sliki 3.3.
Slika 3.2: Aplikacija MeisterTask.
Slika 3.3: Aplikacija Jira.
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3.3 Primerjava in ugotovitve
V tabeli med seboj primerjamo tri orodja, predstavljene pa so ključne funk-
cionalnosti brezplačnih različic aplikacij za podporo kanbanu. Pri Trellu so z
zvezdico (*) označene funkcionalnosti, ki jih je možno dodati z nadgradnjami.
Kot rečeno je možno dodati le eno izmed teh funkcionalnosti na posamezno
kanban tablo.
Trello MeisterTask Jira
Prilagodljiva vizualizacija dela DA DA DA
Plavalne steze NE* NE DA
Omejitev dela v poteku NE* NE DA
Vodenje dokumentacije NE* NE DA
Oddaljena komunikacija DA DA DA
Merjenje časa NE* DA DA
Prilagoditev uporabnǐskih pravic DA NE DA
Statistika in poročila NE* NE DA
Tabela 3.1: Primerjalna tabela funkcionalnosti.
Kot je razvidno iz tabele 3.1 vsa predstavljena orodja zadoščajo osnovnim
potrebam za vodenje procesov po metodi Kanban, ima pa vsaka aplikacija
ima določene prednosti in slabosti. Za slabosti lahko vidimo, da je največja
težava v tem, da so brezplačne različice omejene glede na maksimalno število
kanban tabel ter uporabnikov v ekipi. Težava je tudi v tem da je potrebno
določene funkcionalnosti dodati posebej. To je razumljivo, saj podjetja pro-
dajajo možnost neomejenega števila uporabnikov in tabel ter možnost nad-
gradenj.
Z razvojem lastne aplikacije bomo poskušali odpraviti te težave ter poe-
nostaviti celoten proces uporabe aplikacije. Predvsem pa bodo izbrane funk-




V prototipni aplikaciji bomo podprli glavne funkcionalnosti za podporo Kan-
banu iz zgornje tabele s prijazno uporabnǐsko izkušnjo, ki bo lahko razumljiva
za uporabnike. Funkcionalnosti aplikacije bomo zaradi časovnih omejitev di-
plomske naloge omejili na najpomembneǰse. V nadaljevanju so podrobneje
opisane funkcionalnosti, ki bodo podprte v naši aplikaciji ter potek celotnega
razvoja.
Za potrebe te diplomske naloge bo aplikacija tako vključevala vse osnovne
funkcionalnosti, ki so nujne za vodenje procesov po metodi Kanban.
Glavna funkcionalnost aplikacije so virtualne table in kartice. Virtualne
table bodo vsebovale stolpce za vsa stanja delovnega procesa, delitev stolpcev
na podstanja ter dodajanje plavalnih stez. Stolpcem lahko določimo omejitev
delovnih aktivnosti, ki se istočasno nahajajo v stolpcu. V začetni stolpec
lahko dodajamo kartice, ki jih lahko premikamo, brǐsemo in jim dodajamo
oznake, da lažje razberemo vrsto delovne aktivnosti. Projekte in kartice bo
možno arhivirati, da lahko ločimo stare in aktualne projekte.
Aplikacija bo podpirala določitev uporabnǐskih pravic, s katerimi lahko
nadzorujemo, katere funkcionalnosti ima uporabnik na voljo. Podprto bo
tudi vodenje dokumentacije o projektu. Dokumenti bodo shranjeni v poseben
razdelek za nalaganje datotek.
Za statistični pregled nad projektom bomo vključili tudi osnovne grafi-
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kone in sicer kumulativni diagram poteka (angl. cumulative flow diagram) ter
diagram povprečnega potrebnega časa za zaključek delovnih aktivnosti. Zno-
traj aplikacije bodo spremembe na karticah in tabli vidne v realnem času, kar
pomeni, da bo vsaka sprememba na kartici in tabli takoj vidna vsem drugim
uporabnikom iste razvojne ekipe. Dogodki znotraj aplikacije se bodo beležili
v dnevnik dogodkov.
V okviru diplomske naloge bo aplikacija nameščena znotraj internega
omrežja posameznega podjetja oziroma bo samogostujoča (angl. self-hosted),
saj nimamo sredstev za gostovanje in vzdrževanje aplikacije.
4.1 Uporabnǐske vloge
Preden natančneje definiramo specifikacijo zahtev in podrobneje razložimo
funkcionalnosti aplikacije, je potrebno predstaviti uporabnǐske vloge aplika-
cije:
• Skrbnik skrbi za delovanje celotne aplikacije, ustvarja uporabnike in
določa uporabnǐske pravice.
• Naročnik lahko ustvarja kartice v začetnem stolpcu table posame-
znega projekta.
• Razvijalec ustvarja kartice, jih spreminja in prestavlja v različne faze
delovnega procesa.
• Projektni vodja je odgovoren za ustvarjanje projektov, vizualizacijo
delovnega toka in določitev vlog posameznega razvijalca, če so te po-
trebne. Pregled ima tudi nad statističnimi podatki (grafikoni) projekta.
4.2 Specifikacija zahtev
Na podlagi poznavanja uporabe kanbana je treba določiti uporabnǐske zah-
teve. Te predstavljajo podlago za določitev funkcionalnosti aplikacije. Zah-
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teve lahko zapǐsemo v različnih oblikah. Dobra praksa je opis v obliki poe-
nostavljenih uporabnǐskih zgodb [11].
4.2.1 Funkcionalne zahteve
Upravljanje in dostop do aplikacije
• Skrbnik namesti aplikacijo v sistem, ustvari podatkovno bazo ter svoj
uporabnǐski račun.
• Skrbnik lahko v sistem vnese nove uporabnike, tako da jim določi ime,
priimek, geslo, elektronsko pošto, pripadajočo razvojno ekipo in upo-
rabnǐske pravice.
• Skrbnik lahko spreminja podatke obstoječih uporabnikov in brǐse upo-
rabnǐske račune.
• Uporabnik sistema lahko spreminja podatke o svojem uporabnǐskem
računu.
• Uporabnik sistema za vstop v aplikacijo uporabi vnaprej določeno kom-
binacijo elektronske pošte in gesla.
Vizualizacija delovnega procesa
• Projektni vodja lahko ustvari projekt in ureja osnovne informacije o
projektu.
• Projektni vodja lahko na projekt doda uporabnike, ki pripadajo isti
ekipi.
• Projektni vodja lahko iz projekta odstrani uporabnike.
• Projektni vodja lahko ustvari tablo in ji določi stolpce. Vsak stolpec
ima naslov in opcijsko omejitev delovnih aktivnosti v poteku. Poljubno
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lahko uredi vrstni red stolpcev. Vsak stolpec se lahko razdeli na po-
ljubno mnogo podstolpcev, vendar le na prvem nivoju.
• Projektni vodja lahko na tablo dodaja plavalne steze.
• Projektni vodja lahko v času projekta kadarkoli ureja stolpce in pla-
valne steze.
Kanban kartice
• Vsak uporabnik izbranega projekta lahko v začetni stolpec dodaja kar-
tice, razen če skrbnik izrecno določi, da uporabnik nima te pravice.
• Vsak uporabnik projekta s pravico za urejanje lahko ureja informacije
na kartici. Informacije kartice zajemajo naslov, opis, člane, ki so za-
dolženi za to delovno aktivnost, oznake, oceno potrebnega časa izvedbe
in rok izvedbe. Na posamezni kartici je možno meriti čas opravljenega
dela, dodajati sezname manǰsih delovnih aktivnosti ter dodajati da-
toteke in komentarje, ki služijo za oddaljeno komunikacijo med člani
ekipe.
• Vsak uporabnik projekta lahko premika kartice skozi delovni proces v
skladu z določenimi pravicami. Kartice ni mogoče prestaviti v stolpec,
ki ima prekoračeno omejitev delovnih aktivnosti v poteku.
• Vsak uporabnik projekta lahko filtrira kartice na tabli z uporabo vna-
prej določenih filtrov ali uporabo namenskega iskalnika.
• Vsak uporabnik projekta lahko arhivira ali izbrǐse posamezno kartico,
če ima določene ustrezne uporabnǐske pravice.
Vodenje dokumentacije
• Projektni vodja lahko projektu dodaja dokumente.
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• Projektni vodja lahko kadarkoli ureja in brǐse dokumente.
• Razvijalec in naročnik lahko pregledujeta dokumente.
Dnevnik dogodkov
• Razvijalec in projektni vodja imata pregled nad zgodovino dogodkov
posameznega projekta.
Statistika
• Razvijalec in projektni vodja imata pregled nad statistiko posameznega
projekta.
4.2.2 Nefunkcionalne zahteve
• Preprost uporabnǐski vmesnik
Uporabnǐski vmesnik mora biti čim bolj preprost in intuitiven za upo-
rabo, s čimer zagotovimo čim manǰso potrebo po učenju uporabe.
• Prikaz podatkov v realnem času
Podatki na tabli in karticah se morajo osvežiti vsem uporabnikom iste
ekipe ob vsaki spremembi.
• Preverjanje podatkov
Nad podatki zahtevkov strežniku naj se izvaja sprotno preverjanje
ustreznosti podatkov, da ne pride do nepredvidenih hroščev.
• Možnost nadgradenj kasneje
Zagotoviti moramo funkcionalnost dodajanja nadgradenj v prihodnosti.
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4.3 Tehnična zasnova in uporabljene tehno-
logije
Na podlagi uporabnǐskih zahtev se lotimo tehnične zasnove aplikacije. Orodje
bo narejeno kot spletna aplikacija, s čimer zagotovimo uporabnikom dostop iz
različnih naprav. Za delovanje aplikacije bo potrebno implementirati logiko
na strežnǐski strani in razviti uporabnǐski vmesnik za uporabo. Uporabnǐski
vmesnik bo preprost, pregleden in odziven.
Za razvoj spletnih aplikacij obstaja velika izbira orodij in tehnologij. Ve-
likokrat pri izbiri tehnologij upoštevamo pretekle izkušnje z njihovo uporabo
in razširjenost le-teh. V zadnjih letih so tehnologije za razvoj spletnih aplika-
cij zelo napredovale. Ne glede na izbrane tehnologije lahko v večini primerov
pridemo do zadovoljivega končnega rezultata.
4.3.1 Uporabljene tehnologije na strežnǐski strani
Programski jezik PHP
PHP (PHP Hypertext Preprocessor) je odprtokodni programski jezik za upo-
rabo na strežnǐski strani aplikacij [27]. Spada v skupino interpeterskih pro-
gramskih jezikov, kar pomeni, da se koda ne prevede, ampak se izvaja sproti.
Razvit je bil leta 1994 in je še dandanes eden najpopularneǰsih programskih
jezikov za razvoj spletnih aplikacij [33].
Odprtokodno ogrodje Laravel
Laravel je ogrodje za programski jezik PHP [27]. Taylor Otwell ga je razvil
leta 2011. Ogrodje je še vedno v razvoju in se konstantno izbolǰsuje [22].
Glavni namen ogrodja je lažji razvoj spletnih aplikacij z jezikom PHP. Odli-
kujejo ga dobra zasnova, berljiva sintaksa, odlična dokumentacija in velika
skupnost, saj ogrodje uporablja ogromno ljudi po celem svetu. Vključuje
veliko zasnov rešitev, ki so običajno potrebne pri spletni aplikaciji ali pa nu-
dijo njen lažji razvoj. To so recimo avtentikacija, avtorizacija, usmerjanje,
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migracije, objektno-relacijske preslikave (angl. ORM), dogodki in številne
druge.
Zgrajeno je na arhitekturi Model-Pogled-Nadzornik (angl. Model-View-
Controller), kar pomeni, da se aplikacijska logika razdeli na tri sklope (slika
4.1). Model (angl. Model) predstavlja podatke in obdelavo teh podatkov,
katere lahko pridobimo iz podatkovne baze. Nadzornik (angl. Controller)
skrbi za obdelavo uporabnikovih zahtevkov, sklop Pogled (angl. View) pa
skrbi za prikaz obdelanih podatkov. Uporabnik ustvari zahtevek, ki se pošlje
nadzorniku. Ta kliče ustrezen model, kateri pripravi podatke in jih posreduje
v pogledu, ki poskrbi za prikaz podatkov uporabniku.
Slika 4.1: Arhitektura Model-Pogled-Nadzornik.
Nekatere pomembne značilnosti ogrodja Laravel:
• Modularnost
Laravel uporablja orodje Composer [9] s katerim lahko enostavno v našo
aplikacijo dodamo že obstoječe module z dodatno funkcionalnostjo. Na
trgu obstaja ogromno že razvitih modulov s strani skupnosti, kar doda
ogrodju veliko vrednost.
• Eloquent ORM
Objektno relacijska preslikava omogoča, da se tabele v podatkovni bazi
znotraj aplikacije uporabljajo kot posamezni razredi. Instance teh ra-
zredov so preslikane iz posameznih vrstic tabele podatkovne baze [12].
28 Marko Kodrič
• Query Builder
Alternativa ORM, kjer namesto pisanja SQL stavkov le-te določimo z
uporabo razreda in vgrajenih funkcij [28].
OctoberCMS
OctoberCMS je sistem za upravljanje vsebin, ki temelji na programskem je-
ziku PHP in ogrodju Laravel [26]. Podpira MySQL, SQLite in PostgreSQL
podatkovne baze. Za strukturiranje spletnih strani namesto podatkovne baze
uporablja datoteke, kar ni značilno za veliko sistemov za upravljanje vsebin.
Je zelo modularen sistem, saj omogoča razvoj komponent, katere lahko v sa-
mem sistemu urejamo (npr. vnašamo podatke, spreminjamo vsebino). Vsaka
komponenta vsebuje svojo kodo, ki se izvede ob zagonu spletne strani, ali pa
vsebuje definicijo dogodkov, ki se zgodijo ob interakciji uporabnika s kompo-
nento. Ti dogodki uporabljajo AJAX [3] za prenos podatkov, ki jih potre-
buje dogodek komponente ali tisti, ki vsebuje definicije, kaj naj se zgodi ob
koncu dogodka (uspešno ali neuspešno zaključen, itd.). Vsaki komponenti je
potrebno definirati tudi Twig predlogo [34], s katero prikažemo podatke kom-
ponente v ospredju spletne strani oziroma aplikacije. Primer komponentne
kode v OctoberCMS je na sliki 4.2.
Slika 4.2: Primer osnovne kode komponente v OctoberCMS.
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To orodje smo izbrali v glavnem zaradi celotne AJAX funkcionalnosti in
zaradi tega, ker ima že razvit zaledni sistem za urejanje vsebin in uporabni-
kov, kar nam olaǰsa delo.
Sistem za upravljanje s podatkovnimi bazami MySQL
MySQL je odprtokodni sistem za upravljanje s podatkovnimi bazami [24].
Je odprtokodna implementacija relacijske podatkovne baze, ki za delo s po-
datki uporablja jezik SQL. MySQL deluje na principu odjemalec - strežnik,
pri čemer lahko strežnik namestimo kot sistem, porazdeljen na več različnih
strežnikov. Obstaja veliko število odjemalcev, zbirk ukazov in programskih
vmesnikov za dostop do podatkovne baze MySQL. Razvija ga Oracle Corpo-
ration.
4.3.2 Uporabljene tehnologije na uporabnǐski strani
Označevalni jezik HTML
Jezik HTML (angl. Hyper Text Markup Language) je označevalni jezik za
izdelavo spletnih strani [17]. HTML določa zgradbo in semantični pomen
spletne strani. Za to se uporabljajo HTML značke (angl. tags), katere
omogočajo vstavljanje besedila, povezav, slik in podobno. Omogoča gnez-
denje elementov, kar pomeni, da se lahko značke nahajajo ena znotraj druge.
Spletni brskalniki poskrbijo za pravilen prikaz teh elementov v obliki poeno-
tene spletne strani.
Slogovni jezik CSS
Jezik CSS (angl. Cascading Style Sheets) je slogovni jezik za stilsko urejanje
spletne strani [10]. Sestavljajo ga določena pravila s katerimi definiramo stil
HTML elementov oziramo kako se naj ti prikažejo na strani. Določamo lahko
barve, velikosti, odmike, poravnave, obrobe, pozicije in vrsto drugih atribu-
tov. Prav tako lahko nadziramo aktivnosti, ki jih uporabnik nad elementi
strani izvaja (npr. stil besedila, ko uporabnik nanj postavi mǐsko).
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Programski jezik JavaScript
JavaScript je objektni programski jezik za izdelavo interaktivnih spletnih
strani. Večinoma se uporablja za ustvarjanje dinamičnih spletnih strani [19].
JavaScript program se vgradi ali pa vključi v HTML, da opravlja naloge, ki
niso izvedljive zgolj s statično stranjo. Primer je recimo odpiranje novih oken,
preverjanje pravilnosti vnešenih podatkov, enostavni izračuni in podobno.
Žal različni spletni brskalniki izpostavijo različne objekte za uporabo. Za
podporo vseh brskalnikov je zato treba napisati več različic funkcij.
Za lažjo implementacijo funkcionalnosti v jeziku JavaScript smo uporabili
knjižico jQuery [18]. Omogoča lažje potovanje po drevesni strukturi HTML,
definiranje dogodkov, ki se zgodijo ob uporabnikovi interakciji s spletno stra-
njo (npr. klik mǐske), animacije in podobno. Poenostavljeni so tudi klici
AJAX. Velika prednost te knjižnice je tudi ta, da izvede abstrakcijo Java-
Script kode, da se ta lahko izvaja v skoraj vseh brskalnikih. Brez uporabe
knjižnice je potrebno napisati več različnih funkcij za enake funkcionalnosti
v vseh brskalnikih.
4.4 Zasnova podatkovne baze
Za ustrezno delovanje zahtevanih funkcionalnosti aplikacije je bilo potrebno
zasnovati primerno strukturo podatkovne baze. To pomeni določitev ustre-
znih tabel, razmerij ter povezav med njimi. Za shrambo podatkov aplikacije
skrbi relacijska podatkovna baza MySQL, v kateri je definiranih 21 specifičnih
tabel, ki so posebej namenjene za delovanje aplikacije, ter generične tabele,
ki so potrebne za delovanje ogrodja OctoberCMS. Za lažje ločevanje med
specifičnimi in generičnimi tabelami smo se odločili za predpono kb (slika
4.4).
Izpostavljamo najpomembneǰse tabele, ki tvorijo jedro funkcionalnosti
aplikacije:
• users skrbi za shrambo uporabnikov. Večina podatkov je povezanih s
to tabelo, saj se navezujejo na posameznega uporabnika.
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• kb projects, kb flows, kb flow sections in kb swimlanes skrbijo za
shrambo projektov in vizualizacijo delovnega procesa. S temi tabelami
so povezane funkcionalnosti kanban table.
• kb tickets in z njo povezane tabele skrbijo za shrambo kanban kartic
in z njimi povezanimi podatki.
Med tabelami obstaja tudi nekaj povezovalnih tabel, kar nakazuje razmerja
mnogo proti mnogo (angl. many to many). Vsebujejo lahko le primarne
ključe tabe v razmerju in opcijsko nekatera dodatna polja, ki vsebujejo po-
membne podatke za posamezno relacijo.
Relacije so v aplikacijski logiki zelo pomembne, saj jih Laravelova funk-
cionalnost objektno-relacijskih preslikav (angl. Object-Relational Mapping)
zelo dobro uporabi. Z graditeljem poizvedb lahko preprosto pridobimo po-
datke iz podatkovne baze z vsemi potrebnimi povezanimi podatki iz definira-
nih relacij. Relacije v Laravelu definiramo v modelih z vgrajenimi metodami
[21]:
• hasOne() predstavlja relacijo 1:1. Obratno relacijo definiramo z me-
todo belongsTo().
• hasMany() predstavlja relacijo 1:n. Obratno relacijo definiramo z me-
todo belongsTo().
• belongsToMany() predstavlja relacijo n:m. Obratno relacijo prav tako
definiramo z metodo belongsToMany().
Ogrodje OctoberCMS definicijo relacij še dodatno poenostavi, saj lahko de-
finiramo relacije v tabelah, kjer ključ predstavlja ime relacije, vrednost pa je
polno ime razreda, na katerega se relacija nanaša [25]. Primer je na sliki 4.3.
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V naši aplikaciji smo definirali 16 modelov, ki so potrebni za delovanje apli-
kacije:
• User predstavlja posameznega uporabnika sistema.
• Team predstavlja ekipo uporabnikov.
• Permission predstavlja uporabnǐska dovoljenja.
• Project predstavlja posamezen projekt.
• Flow predstavlja delovni proces.
• FlowSection predstavlja fazo v delovnem procesu.
• FlowSectionUpdate predstavlja spremembe v delovnem procesu, ki
vključujejo premik kartic in spremembe v delovnem toku.
• Swimlane predstavlja plavalno stezo na kanban tabli.
• Ticket predstavlja kanban kartico znotraj delovnega procesa.
• Timer predstavlja meritev časa porabljenega na posamezni delovni ak-
tivnosti.
• Tag predstavlja oznake, ki jih lahko uporabimo za lažje ločevanje kartic.
• Comment predstavlja komentarje na posamezni kartici, ki se uporabljajo
za oddaljeno komunikacijo.
• Checklist predstavlja sezname delovnih aktivnosti znotraj posamezne
kartice.
• ChecklistItem predstavlja delovno aktivnost znotraj seznama.
• Document predstavlja dokumente, ki so uporabljeni za vodenje doku-
mentacije na posameznem projektu.
• Activity predstavlja dogodke, ki jih beležimo, da imajo uporabniki
pregled nad zgodovino projekta.
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V poglavju bomo podrobno spoznali vse razvite funkcionalnosti. Opisali
bomo način delovanja s prikazom zaslonskih slik tako zalednega sistema za
upravljanje aplikacije kot same aplikacije s poudarkom na tem, kako smo z
aplikacijo podprli Kanban.
5.1 Upravljanje aplikacije
Preden razvojna ekipa prične z uporabo aplikacije, mora skrbnik poskrbeti
za ustrezno strukturo ekipe v aplikaciji. V ta namen smo v zalednem sistemu
aplikacije razvili vmesnik, ki omogoča vnos ekip in dodajanje uporabnikov.
Aplikacija podpira vnos več ekip, ker je v veliko primerih struktura podjetij
razdeljena na več oddelkov. Tako lahko vsaka ekipa neodvisno uporablja
aplikacijo.
Razvoj zalednega sistema v OctoberCMS se je izkazal za zelo preprosto
nalogo, saj ta omogoča izgradnjo obrazcev in tabel preko orodja Builder.
Ta olaǰsa razvoj z vizualnimi gradniki, s katerimi lahko izdelamo podatkovno
bazo, ustvarimo nove modele, postavimo obrazce za polnjenje podatkov v po-
samezne modele, kreiramo poglede nad podatki z uporabo tabel, ustvarjamo
migracije nad podatkovno bazo in podobno.
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Skrbnik lahko enostavno vnese novega uporabnika z uporabo obrazca, ki smo
ga definirali v ta namen (slika 5.1): vnese podatke o imenu, elektronski pošti
in geslu. Uporabniku lahko določi tudi pravice, ki določajo funkcionalnosti,
ki so uporabniku na voljo. Podrobneǰsi opis uporabnǐskih pravic najdemo v
razdelku 5.5.
Slika 5.1: Obrazec za vnos novega uporabnika.
Po vnosu uporabnikov skrbnik vnese ekipe, ki bodo aplikacijo uporabljale
(slika 5.2). V ekipe doda uporabnike, ki jih je definiral pred tem. Dodelitev
uporabnika pravi ekipi je zelo pomembna, saj bo uporabnik imel pregled le
nad projekti te ekipe.
Slika 5.2: Obrazec za vnos nove ekipe.
Ko je uporabnik enkrat in dodeljen ekipi, lahko prične z uporabo aplikacije.
Do aplikacije dostopa preko prijavnega obrazca, v katerega vnese kombinacijo
svojega elektronskega naslova in gesla (slika 5.3).
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Slika 5.3: Prijavni obrazec.
5.2 Vizualizacija delovnega toka
Uporabnik s pravicami za upravljanje s projekti lahko definira nov projekt
z uporabo obrazca (slika 5.4). Vnese ime projekt, kratek opis in opcijsko
izbere začetni datum (prazno polje določa, da je začetni datum čas potrditve
obrazca), rok za zaključitev projekta in izbere, ali je to privzeti projekt.
Privzeti projekt je tisti, ki se ob vpisu uporabnika v aplikacijo privzeto odpre,
kar velja za vse uporabnike znotraj ekipe.
Po kreiranju novega projekta se uporabniku odpre stran s prazno tablo.
S klikom na gumb lahko odpre obrazec za kreiranje delovnega toka (slika
5.5). V tem koraku uporabnik definira stolpce, ki sestavljajo delovni tok
projekta. Stolpcem dodeli naslov, jim določi omejitev delovnih aktivnosti v
poteku (angl. WIP limit) in označi ali je stolpec namenjen za zaključek po-
samezne delovne aktivnosti. Stolpce je možno razdeliti na neomejeno število
podstolpcev. Uporabnik ima tudi možnost shraniti določen delovni tok kot
predlogo za nadaljne projekte. To predlogo lahko pri kreiranju delovnega
toka pri ostalih projektih enostavno naloži s klikom na gumb Load default
template.
Obrazec smo poizkusili narediti čim bolj intuitiven za uporabo. V ta
38 Marko Kodrič
namen smo naredili izgled obrazca v obliki kanban table, da je uporabniku
razumljivo, kaj točno v tem koraku definira. Stolpce lahko dodaja, ureja in
odstrani na enostaven način s klikom na gumb. Dodali smo tudi možnost
izbrisa celotnega delovnega toka v primeru, da se celoten delovni tok na
projektu spremeni.
Slika 5.4: Obrazec za nov projekt.
Slika 5.5: Obrazec za definiranje delovnega toka.
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S potrditvijo obrazca za definiranje delovnega toka se ustvarijo dejanski
stolpci. Vsak stolpec prikazuje stanje oziroma fazo v delovnem procesu.
V začetni stolpec tabele lahko uporabniki dodajo nove kartice z uporabo
obrazca (slika 5.8). Te kartice lahko premikajo v druge stolpce s potegom
mǐske. Tako lahko vsaka kartica prepotuje delovni proces do zaključne faze
oziroma zadnjega stolpca na tabli. Izgled kanban table s karticami je na sliki
5.6.
Slika 5.6: Kanban tabla v aplikaciji.
Vsak stolpec ima opcijo omejitve delovnih aktivnosti v razvoju. Če je le-
ta dodana, potem se lahko v stolpcu naenkrat nahaja največje število kartic,
ki jo določa ta omejitev. Ko je to število doseženo, v stolpec ni več mogoče
dodajati novih kartic (slika 5.7). Prikaz tega vidimo v naslovu stolpca, kjer se
število trenutnih kartic v stolpcu obarva rdeče. Omejitve delovnih aktivnosti
so ključne za prepoznavo blokad v procesu dela. Nakazujejo tudi podatek o
tem, ali razvijalci prevzemajo preveč dela.
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Slika 5.7: Prikaz dosežene omejitve delovnih aktivnosti v razvoju.
Kartice prikazujejo posamezne delovne aktivnosti, ki jih razvojna ekipa
dodeli na tablo. Vsaka kartica običajno predstavlja eno uporabnǐsko zgodbo.
Na ta način ima celotna ekipa na podlagi položajev posameznih kartic pregled
nad stanjem projekta.
Novo kartico lahko uporabnik vnese preko obrazca (slika 5.8). Kartica
mora imeti naslov in določeno prioriteto (uporabnik lahko izbira med visoko,
srednjo in nizko prioriteto), opcijsko pa lahko vključuje še podrobneǰsi opis,
oceno potrebnega časa za delo in barvo kartice za lažje ločevanje kartic. Na
kanban tabli smo razvili tudi iskalnik za filtriran prikaz kartic.
Podroben pogled posamezne kartice (slika 5.9) lahko uporabnik doseže s
klikom na kartico znotraj kanban table. Tu ima uporabnik možnost urejanja
obstoječih podatkov na kartici. Spremeni lahko prioriteto kartice (izbira med
visoko, srednjo in nizko prioriteto), naslov, podroben opis delovne aktivnosti,
oceno delovnega časa in rok zaključka delovne aktivnosti. Možno je tudi
dodajanje uporabnikov na posamezno kartico, kar omogoča lažji pregled nad
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tem, kdo je odgovoren za posamezno aktivnost. Za ločevanje tipa delovnih
aktivnosti lahko uporabnik kreira oznake, ki se jih doda na kartico.
Poleg osnovnih podatkov o kartici ima uporabnik na voljo tudi kreira-
nje seznamov podaktivnosti. Za vodenje dokumentacije o posamezni delovni
aktivnosti se lahko na kartico dodaja datoteke. V namen oddaljene komuni-
kacije med člani ekipe obstaja še možnost dodajanja komentarjev.
Za merjenje časa ima uporabnik možnost avtomatskega časovnika. S
klikom na gumb lahko zažene ali ustavi časovnik. Ta podatek uporabnikom
pove ali je bila delovna aktivnost zaključena v skladu z oceno dela.
Slika 5.8: Obrazec za novo kanban kartico.
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Slika 5.9: Podroben pogled kanban kartice v aplikaciji.
5.3 Plavalne steze
V naši aplikaciji lahko uporabnik zelo enostavno kreira novo plavalno stezo s
pomočjo obrazca (slika 5.10). Po potrditvi obrazca se na tabli prikaže nova
plavalna steza (slika 5.11), ki vključuje vse stolpce delovnega procesa. Vsi
stolpci znotraj plavalnih stez imajo enake funkcionalnosti kot stolpci na tabli
brez plavalnih stez. Za lažji pregled nad plavalnimi stezami smo uporabniku
omogočili skrivanje stolpcev s klikom na naslov plavalne steze.
Slika 5.10: Obrazec za novo plavalno stezo.
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Slika 5.11: Plavalne steze na kanban tabli.
5.4 Vodenje dokumentacije
Dokumentacija je pomemben sestavni del vsakega projekta. Dokumentacijo
lahko vodimo z vsakim urejevalnikom besedila, vendar moramo zagotoviti, da
so dokumenti na voljo vsem članom ekipe. V ta namen smo v naši aplikaciji
podprli funkcionalnost urejanja dokumentacije.
Uporabniki lahko ustvarijo poljubno mnogo dokumentov. Za urejanje
dokumenta je uporabljen urejevalnik TinyMCE [32], ki je zasnovan na osnovi
tehnologije JavaScript (slika 5.12). Posamezen dokument lahko ureja le en
član ekipe naenkrat, da ne bi prihajalo do nepričakovanih sprememb med
urejanjem.
Slika 5.12: Vodenje dokumentacije.
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5.5 Uporabnǐske pravice
Uporabnǐske pravice v aplikaciji določajo, katere funkcionalnosti so posa-
meznemu uporabniku na voljo. V hierarhičnih ekipah je zaželjeno, da se
vsakemu uporabniku določi njegove naloge. To pomeni, da ne more vsak
uporabnik biti vodja projektov ali tester programske opreme.
V ta namen smo v naši aplikaciji zagotovili devet različnih sklopov pravic,
ki jih skrbnik lahko dodeli uporabnikom (slika 5.13):
• Upravljanje s projekti
Uporabnik lahko ustvari nov projekt in ureja podatke o projektu.
• Urejanje delovnega toka
Uporabnik lahko dodaja, odstrani in ureja stolpce v delovnem toku.
• Dodajanje kartic
Uporabnik lahko ustvari novo kartico na kanban tabli.
• Urejanje kartic
Uporabnik lahko ureja podatke na posamezni kartici in jih arhivira.
Če ta pravica uporabniku ni dodeljena, ima samo pregled nad podatki
brez možnosti urejanja.
• Upravljanje uporabnikov na projektu
Uporabnik lahko doda in odstrani uporabnike na posameznem pro-
jektu.
• Upravljanje uporabnikov na kartici
Uporabnik lahko doda in odstrani uporabnike na posamezni kartici.
• Premikanje kartic
Uporabnik lahko premika kartice iz enega stolpca v druge.
• Brisanje kartic
Uporabnik lahko izbrǐse kartico.
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• Upravljanje z oznakami
Uporabnik lahko doda in odstrani oznake na posamezni kartici.
Če uporabniku ni dodeljena nobena pravica, se upošteva da ima na voljo
vse ponujene funkcionalnosti.
Slika 5.13: Dodajanje pravic uporabniku s strani skrbnika.
Za še večji nadzor nad uporabnikovimi funkcijami smo omogočili dodelitev
pravic na posameznem projektu. Tu lahko uporabnik z dovolj pravicami
določi ostalim uporabnikom, nad katerimi stolpci v delovnem toku imajo nad-
zor (slika 5.14). Če se uporabniku odstrani pravica do posameznega stolpca,
ta ne more premikati kartic v stolpec ali iz stolpca.
Uporabnik, ki spreminja pravice, mora izbrati uporabnika ekipe in pro-
jekt, za katerega hoče dodeliti pravice. Nato mu aplikacija ponudi seznam
stolpcev v delovnem toku. V tem koraku lahko določi, nad katerimi stolpci
ima izbrani uporabnik nadzor. Vse dodeljene pravice lahko uporabnik tudi
ponastavi na začetno stanje.
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Slika 5.14: Dodajanje pravic uporabniku na posameznem projektu.
5.6 Statistika in poročila
Pomembna funkcionalnost so tudi statistični podatki o posameznem pro-
jektu. Celotna funkcionalnost izrisa grafikonov je bila izvedena z uporabo
Javascript knjižnice Highcharts [16]. Za grafikone smo omogočili prikaz po-
datkov za tedensko, mesečno in celotno obdobje projekta.
Prvi izmed grafikonov je kumulativni diagram poteka (angl. cumula-
tive flow diagram) (slika 5.15). Diagram prikazuje število delovnih aktivnosti
v vsaki fazi delovnega procesa za vsak dan od začetka procesa. Iz diagrama
lahko razberemo, kje prihaja do zastojev v procesu dela.
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Slika 5.15: Primer kumulativnega diagrama poteka.
Aplikacija podpira tudi prikaz diagrama časov za končanje delovnih
aktivnosti. Diagram predstavlja trajanje ciklov za vsako izmed delovnih
aktivnosti, torej koliko časa je bilo potrebnega za delovno aktivnost, da je
iz prešla iz začetne faze procesa v končno fazo. Podatke diagrama lahko
uporabimo pri izbolǰsavi trajanja ciklov, kar je ena glavnih lastnosti kanbana.
Diagram poleg trajanja ciklov prikazuje še nekaj ostalih meritev, kot so
povprečen čas cikla (modra črta) ter spremenljiv povprečen čas cikla. Ta
se izračuna tako, da za vsako zaključeno delovno aktivnost vzamemo več (v
naši aplikaciji štiri) preǰsnje in naslednje delovne aktivnosti in na podlagi teh
izračunamo povprečen čas. Tako vidimo povprečen čas cikla za posamezna
obdobja.
Sivo območje na grafikonu prikazuje standardni odklon ali odstopanje
podatkov od spremenljivega povprečja. Ozko področje pomeni, da je velika
verjetnost, da bodo nadaljne delovne aktivnosti imele podoben čas cikla, kot
je povprečje v tem območju.
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Slika 5.16: Primer diagrama povprečnega časa za končanje delovnih aktiv-
nosti.
5.7 Zgodovina dogodkov
Za pregled nad zgodovino projektov smo v aplikaciji podprli funkcionalnost
beleženja dogodkov. Ti se beležijo ob določenih akcijah uporabnika kot so
dodajanje nove kartice ali premik kartice v končno fazo delovnega toka (slika
5.17). Tako imajo vsi uporabniki pregled nad stanjem projekta in nad tem,
kaj vse se je na projektu dogajalo.
Uporabniki imajo možnost filtriranja podatkov glede na posameznega
člana ekipe, posamezen projekt in časovno obdobje. Za filtriranje podat-
kov je možno uporabiti tudi namenski iskalnik.
Slika 5.17: Zgodovina dogodkov znotraj aplikacije.
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5.8 Arhiviranje
Za večjo preglednost kanban table po končanih delovnih aktivnostih ali celo-
tnih projektih smo uvedli funkcionalnost arhiviranja kartic in projektov (slika
5.18). Na ta način imamo še vedno podatke o starih delovnih aktivnostih in
projektih, namesto da jih izbrisali iz sistema. Te podatke lahko kadarkoli
vrnemo v nearhivirano stanje.
Slika 5.18: Arhiv kartic in projektov znotraj aplikacije.
5.9 Splošne funkcionalnosti
Aplikacija vsebuje še več koristnih funkcionalnosti, ki ne sodijo med doslej
opisane.
AJAX
Celoten uporabnǐski vmesnik aplikacije temelji na oddaji obrazcev s tehno-
logijo AJAX [3]. Ta način je veliko bolj prijazen za uporabnika, saj namesto
osveževanja celotne aplikacije ob posodobitvi podatkov osvežimo le spreme-
njen del. Strežnik tako vrne le predlogo, ki se mora osvežiti ob določeni akciji
uporabnika. Na ta način tudi zmanǰsamo velikost poslanih paketov in s tem
povečamo hitrost in odzivnost aplikacije.
Preverjanja podatkov
Preverjanja podatkov se ob potrditvi obrazcev dogajajo na strežnǐski strani.
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Na uporabnǐski strani je zelo lahko prilagoditi obrazce, da ne izvedejo pre-
verjanja ob oddaji obrazca. S preverjanjem na strežnǐski strani zagotovimo
večjo varnost in preprečimo nepredvidene hrošče v aplikaciji.
Dodajanje nadgradenj
Ker je OctoberCMS modularni sistem, to pomeni, da je možno dodajati
dodatne module znotraj aplikacije. Tej moduli lahko nudijo dodatne funkci-
onalnosti ali pa nadgradijo obstoječe.
Poglavje 6
Sklepne ugotovitve
Namen diplomskega dela je kratka predstavitev agilnih metodologij s pou-
darkom na Kanbanu in izdelava spletne aplikacije, ki nudi čim večjo podporo
v razvojnih procesih, ki so razviti v skladu s to metodologijo. V ta namen
aplikacija podpira uporabo neomejenega števila kanban tabel, vizualizacijo
delovnega toka (kartice in plavalne steze), vodenje projektne dokumentacije,
možnost oddaljene komunikacije med člani ekipe, ocenjevanje delovnih aktiv-
nosti, avtomatsko merjenje časa za porabljene delovne aktivnosti in podporo
za izbolǰsevanje procesa z uporabo podatkov iz statističnih poročil. Podprta
tudi je dodelitev uporabnǐskih pravic razvijalcem v hierarhičnih ekipah.
Aplikacija ima intuitiven in odziven uporabnǐski vmesnik. Za svoje de-
lovanje oziroma komunikacijo s strežnikom uporablja tehnologijo AJAX, kar
zagotavlja hitreǰse delovanje in večjo odzivnost uporabnǐskega vmesnika. Vse
spremembe na tablah so takoj vidne vsem ostalim članom ekipe, s čimer smo
zagotovili bolǰsi in odzivneǰsi pregled nad projekti.
Gre za prototip aplikacije, zato trenutno aplikacija obstaja samo na sis-
temu za upravljanje verzij Github [15]. Koda je dostopna na povezavi https:
//github.com/markoKodric/kanban-dipl, kjer so podana tudi navodila za
namestitev aplikacije na lasten strežnik. Aplikacija je bila v okviru razvoja
nameščena na lokalni strežnik, kjer je bila tudi preizkušena. Ker ni bilo
težav z uporabo sklepamo, da gre za dobro zasnovan prototip. Za preizkus
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v praksi bi lahko aplikacijo predstavili kolegom v delovnem okolju in izvedli
poskusno uporabo. Na ta način bi zbrali podatke za pozneǰse spremembe ali
nadgradnjo funkcionalnosti.
Obstaja še veliko možnosti za nadgradnjo funkcionalnosti aplikacije. V
prihodnosti bi lahko zagotovili sistem za urejanje in dodajanje prilagodlji-
vih polj na kartico, s čimer bi zagotovili večjo modularnost kanban table
in uporabnikom omogočili prilagojen prikaz kartic glede na njihove potrebe.
Za bolǰso uporabnǐsko izkušnjo bi lahko uporabnǐski vmesnik naredili odzi-
ven, kar pomeni, da se prilagaja glede na vrsto naprave in velikost zaslona
naprave, s katero uporabnik dostopa do aplikacije.
Zaradi časovnih omejitev diplomske naloge je aplikacija ostala v proto-
tipni verziji. V prihodnosti bi jo lahko ustrezno nadgradili ter pripeljali do
stabilne verzije. Obenem bi lahko aplikacijo naredili splošno dostopno, brez
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