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Abkürzungsverzeichnis
AJAX Asynchronous JavaScript and XML (Konzept für eine asynchrone
Datenübertragung zwischen Browser und Server)
API Application Programming Interface (engl. für ”Schnittstelle zur
Anwendungsprogrammierung”)
CHAO Change and Annotation Ontology (Ontologie zur Darstellung von
Ontologieänderungen)
CODEX Complex Ontology Diff Explorer (Applikation zur Bestimmung von
semantischen Veränderungen zwischen zwei Ontologieversionen)
CSS Cascading Style Sheets (deklarative Sprache für Stilvorlagen von
strukturierten Dokumenten)
CVS Concurrent Versions System (Software-System zur
Versionsverwaltung von Dateien)
F-Logic Frame Logic (formale Sprache zur Wissensrepräsentation)
GO Gene Ontology (biomedizinische Ontologie)
GOMMA Generic Ontology Matching and Mapping Management (Infrastruktur
zum Verwalten und Analysieren von Ontologien und ihrer Evolution)
GUI Graphical User Interface (engl. für ”grafische Benutzeroberfläche”)
GWT Google Web Toolkit (Werkzeugsatz zur Entwicklung von
Webanwendungen)
HTML Hypertext Markup Language (textbasierte Auszeichnungssprache
zur Strukturierung von Inhalten)
HTTP Hypertext Transfer Protocol (Protokoll zur Übertragung von Daten
über ein Netzwerk)
JAR Java Archive (Archivformat)
JDBC Java Database Connectivity (Datenbankschnittstelle der
Java-Plattform)
OBO Open Biomedical Ontologies (Ontologiesprache)
OnEX Ontology Evolution Explorer (Applikation zur Darstellung von
Änderungsstatistiken aus bekannten Ontologien im Bereich der
Lebenswissenschaften)
OWL Web Ontology Language (Ontologiesprache)
RDBMS Relational Database Management System (engl. für ”relationales
Datenbankmanagementsystem”)
RDF Resource Description Framework (engl. sinngemäß ”System zur
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Beschreibung von Ressourcen”)
REST Representational State Transfer (Programmierparadigma für
Webanwendungen)
REx Region Evolution Explorer (Applikation zur Evolutionvisualisierung
von Ontologien)
RPC Remote Procedure Call (Protokoll für verteilte Anwendungen)
SNOMED-CT Systematized Nomenclature of Human and Veterinary
Medicine-Clinical Terms (engl. für ”systematisierte Nomenklatur der
Medizin”)
SOAP Simple Object Access Protocol (standardisiertes
Nachrichtenprotokoll)
SQL Structured Query Language (Datenbanksprache in relationalen
Datenbanken)
SVN Apache Subversion (freie Software zur Versionsverwaltung)
UML Unified Modeling Language (grafische Modellierungssprache)
URI Uniform Resource Identifier (engl. für ”einheitlicher Bezeichner für
Ressourcen”)
URL Uniform Resource Locator (engl. für ”einheitlicher Quellenanzeiger”,
einheitliches Format für Quellen im Internet)
WAR Web Archive (Dateiformat für Java-Webanwendungen)




Eine Ontologie ist ein formales Wissensmodell, das im Wissensmana-
gement, in Experten- und Multiagentensystemen, bei der Informations-
integration und insbesondere im Semantic Web für die Bereitstellung von
Wissensstrukturen, für Wissensorganisation oder als Basis der automati-
sierten Wissensverarbeitung genutzt wird [1].
Ontologien gewinnen in der heutigen Zeit zunehmend an Bedeutung. Informationen
können effizient durch eine formale, vernetzte Struktur genutzt werden. Die Grund-
lage bildet ein formales System, das durch eine standardisierte Ontologiesprache
definiert ist und zur Beschreibung von Ontologien verwendet wird. In dem Zusam-
menhang lassen sich Informationen in einem einheitlichen Format darstellen. Ontolo-
gien bestehen generell aus Konzepten, die durch Beziehungen miteinander verbun-
den sind. Ein großer Forschungszweig beschäftigt sich mit der Annotierung dieser
Konzepte. Der Vorgang ermöglicht eine einheitliche Beschreibung, indem Ontologie-
konzepte explizit zu Objekten der realen Welt zugeordnet werden. Im praktischen
Anwendungsfall entstehen dadurch zum Beispiel Möglichkeiten zur Kategorisierung
von Produkten mithilfe von Produktkatalogen oder zur Assoziation von Proteinen zu
Termen der Gene Ontology (GO)1. Weiterhin besteht die Möglichkeit, regelbasiert
Schlussfolgerungen aufzubauen oder sogar neue Zusammenhänge aus vorhande-
nen Ontologien abzuleiten (zum Beispiel durch transitive Regeln). Aufgrund dieser
Vorteile werden Ontologien immer häufiger in der Praxis verwendet, um zum Beispiel
die Trefferquote in einer (semantischen) Suchmaschine zu verbessern oder Wissen
zu repräsentieren.
Ontologien unterliegen in der Regel Modifikationen, da sie aufgrund anhaltender For-
schung oder neuer Trends angepasst werden. Besonders stark ist diese Entwicklung
in den Bio- bzw. Lebenswissenschaften zu erkennen, wo regelmäßig neue Ontologie-
versionen veröffentlicht werden (täglich, wöchentlich, monatlich). Ein Beispiel dafür ist
die Gene Ontology, welche die Bereiche ”Zelluläre Komponenten”, ”Molekulare Funk-
1http://www.geneontology.org/
1.2 Zielsetzung 8
tionen” und ”Biologische Prozesse” beinhaltet [2]. Ihre Größe hat sich seit Beginn der
Bereitstellung (Dezember 2002) bis heute (April 2013) mehr als vervierfacht. Es kann
davon ausgegangen werden, dass eine Ontologie solange weiterentwickelt wird, bis
die Forschung bzw. Arbeit auf dem Gebiet abgeschlossen ist. Aus der Ontologieevo-
lution können jedoch auch Probleme resultieren, falls abhängige Anwendungen auf
diesen Informationen basieren. Beispielsweise kann das Hinzufügen oder Löschen
eines Ontologiekonzepts zur Anpassung abhängiger ontologiebasierter Annotationen
führen. Systeme, die Ontologien nutzen, müssen auf neue Versionen migriert werden,
um stets aktuell zu sein.
Die regelmäßige Veröffentlichung neuer Ontologien führt stellenweise zu Problemen
bei der Verwaltung, aufgrund der Größe der Ontologien. Häufig werden Versionen auf
einer Plattform chronologisch aufgelistet und stehen vollständig in separaten Datei-
en zur Verfügung. Plattformen, wie zum Beispiel OBO Foundry2 oder Bioportal3, sind
Anbieter einer Vielzahl von Ontologien. Typischerweise nutzt eine ontologieabhängi-
ge Anwendung eine einzelne Ontologieversion, die zu einem festen Zeitpunkt gültig
ist. Gerade Ontologien aus dem biomedizinischen Bereich unterliegen häufigen An-
passungen, wobei Konzepte unter anderem hinzugefügt, gelöscht, zusammengefasst
oder als veraltet markiert werden. Dieser Vorgang führt wiederum zu Änderungen
in abhängigen Systemen und Daten wie Annotationen. Generell entstehen bei der
Aktualisierung auf eine neue Ontologieversion nicht unbedingt Probleme. Eine neue
Struktur oder veränderte Semantik kann jedoch zum Beispiel Inkonsistenzen zwi-
schen Anwendung und Ontologie verursachen. In diesem Fall sollte die abhängige
Anwendung auf die neue Ontologieversion migriert werden.
Die Umsetzung dieses Prozesses ist in der Regel keine leichte Aufgabe. Ein wesent-
licher Aspekt ist die Erfassung aller vorgenommen Änderungen zwischen betrachte-
ten Versionen. Insbesondere können Ontologie-Evolutionsanalysen zum Verständnis
dieser Änderungen beitragen. Die gewonnenen Informationen geben oft Hinweise auf
anwendungsbezogene Fehler.
1.2 Zielsetzung
Im Rahmen dieser Arbeit soll ein Werkzeug entwickelt werden, welches Ontologie-




die Ontologieevolution zur Verfügung stellt. Diese Anwendungsgebiete sollen grundle-
gend durch die zu integrierende Infrastruktur GOMMA [3] verwaltet werden. GOMMA
besitzt bei der Verwendung jedoch keine eigene Benutzeroberfläche und soll in die-
sem Zusammenhang erweitert werden. Für eine effiziente Verwaltung soll zudem ein
flexibler Zugang mit Import- und Exportmöglichkeiten geschaffen werden. Darüber
hinaus besitzt das zu verwendende Analysewerkzeug CODEX [4] Funktionen zur
gezielten Analyse von zwei Ontologieversionen. Der darin verwendete Algorithmus
COnto-Diff berechnet die Unterschiede (Diff) zweier gegebener Ontologieversionen,
indem einfache und komplexe Änderungen zwischen den Versionen erfasst, gezählt
und protokolliert werden [5]. Dies ermöglicht das Identifizieren von neuen, gelösch-
ten oder geänderten Bereichen und notwendigen Anpassungen. Weiterhin soll das
Analysewerkzeug REx [6] verwendet werden, welches die Intensität der Veränderun-
gen einer Ontologie über einen bestimmten Zeitraum in Form von Ontologieregionen
visualisiert. Diese Operationen und andere Analysemöglichkeiten können unter an-
derem eine Datenmigration unterstützen.
Das in dieser Arbeit entwickelte Werkzeug soll nach der vollendeten Entwicklung im
eScience – Forschungsnetzwerk Sachsen4 verfügbar sein. Das Netzwerk ist ein Ver-
bundprojekt aller sächsischen Hochschulen und verfolgt das Ziel, bestehende For-
schungsaktivitäten in Sachsen durch die Implementierung gemeinsamer Standards
zu verknüpfen und weiterzuentwickeln. In diesem Zusammenhang bestehen weitere
Interessen, Computertechnologien in der wissenschaftlichen Forschung aufzubauen
und zur Verfügung zu stellen. Das eScience-Netzwerk ist grundsätzlich in die drei
Cluster E-Business, E-Learning und E-Systems unterteilt. Diese Arbeit erfolgt im Rah-
men des Teilprojekts E-Systems, dessen Aufgabe darin besteht, lokale bzw. verteilte
Hardware- und Softwaresysteme zu analysieren, einzusetzen und zu entwickeln, um
eine Umgebung hochschulübergreifender Forschungsarbeit zu schaffen.
Im Rahmen dieser Arbeit werden Dienste zur Versionierung und zum Management
von Ontologien und deren Evolution entwickelt, wobei der Zugriff über die Webappli-
kation On2V ers (Online Ontology Versioning)5 zur Verfügung gestellt wird. Jeder Be-
nutzer soll Zugriff auf eine funktionelle Oberfläche besitzen, in der er eigene Ontologi-
en und Ontologieversionen verwalten kann. Weiterhin ist es sinnvoll, große bekannte
Ontologien, wie zum Beispiel NCI Thesaurus oder die Gene Ontology, über das Sys-
tem bereitzustellen, um ein grundlegendes und beispielhaftes Spektrum von Ontolo-




Ontologien. Es sollen Funktionalitäten zur Verfügung gestellt werden, die Evolutions-
analysen ermöglichen. Eine wesentliche Rolle nimmt hier der COnto-Diff-Algorithmus
ein, der alle vorgenommenen Änderungen zwischen zwei Ontologieversionen erfasst.
Diese Informationen werden von CODEX und REx genutzt, verarbeitet und visuali-
siert. Somit können Nutzer ihre eigenen Versionen mit verschiedenen Analysefunk-
tionen untersuchen. Generell werden in dieser Arbeit drei primäre Ziele verfolgt.
1) Zunächst soll ein Konzept für den Mehrbenutzerbetrieb unter Verwendung einer
effizienten und benutzerfreundlichen Ontologieversionierung entwickelt werden.
2) Darauf aufbauend erfolgt die Implementierung einer Weboberfläche (Webseite) als
Schnittstelle für den Anwender.
3) Im Anschluss an die Implementierung werden verschiedene Szenarien auf Grund-
lage der Applikation als beispielhafte Evaluierung durchgeführt und diskutiert.
Zunächst soll ein separierter Arbeitsbereich zur individuellen Funktionsnutzung und
zum persönlichen Datenzugriff entstehen. Im Hintergrund soll ein Server interne pro-
jektgebundene Datenbankrepositories zur effizienten und sicheren Datenverwaltung
bereitstellen. Darüber hinaus soll eine funktionale Oberfläche zur Ontologieversionie-
rung mit zusätzlichen Analysemöglichkeiten geschaffen werden. Diese beinhaltet das
Importieren von Ontologien bzw. Ontologieversionen in verschiedenen Formaten und
Überführen der Informationen in ein internes Datenbankrepository. Zu bereits impor-
tierten Daten sollen einfache Statistiken zur übersichtlichen Analyse der Ontologie-
versionen dargestellt werden. Zudem sollen Evolutionsanalysen durch die Integration
der CODEX-Applikation ermöglicht werden. CODEX bietet die Möglichkeit, zwei Onto-
logieversionen einer Ontologie miteinander zu vergleichen, deren Unterschiede fest-
zustellen und diese grafisch darzustellen. Weiterhin soll das Analysewerkzeug REx
in das System eingebunden werden, um die Evolution bestimmter Ontologieregio-
nen in einem gewissen Zeitraum genauer untersuchen und visualisieren zu können.
Nach der Implementierung soll die Anwendbarkeit und Funktionalität von On2V ers
durch Importieren bekannter, großer Ontologien getestet werden. Dabei sollen die on-
tologiebasierten Statistiken sowie mögliche Fehler analysiert werden. Abschließend




In diesem Kapitel werden grundlegende Begriffe, Techniken und Vorgänge beschrie-
ben, auf denen die Applikation On2V ers basiert.
2.1 Ontologiemodell
2.1.1 Ontologien
Entsprechend der Dissertation von Michael Hartung wird folgendes Ontologiemodell
verwendet [7]. Eine Ontologie O = (C,A,R) besteht aus einer Menge von Konzepten
C, welchen eine Menge von Attributen aus A zugewiesen werden können. Ein Attribut
a ∈ A mit a = (aconcept, aname, avalue) mit einer Bezeichnung aname und einem Attri-
butwert avalue definiert und beschreibt ein jeweiliges Konzept aconcept. Beziehungen
zwischen Konzepten werden durch r ∈ R mit r = (rsource, rtype, rtarget) über einen
semantischen Typ rtype miteinander verbunden. Dabei ist zu beachten, dass diese
Beziehungen gerichtet sind und die Ontologie keine Zyklen aufweist. Der am häufigs-
ten genutzte Typ ist is_a, der eine direkte Zuordnung ausdrückt. Ein Beispiel für eine
simple Ontologie ist im folgenden zu sehen (Abb. 2.1).
Abbildung 2.1: Ontologie mit drei Konzepten (Kreise), drei Beziehungen (Pfeile) und drei Attributen
(ungerichtete Linien)
Darin sind Katze und Maus als Konzepte modelliert, welche durch die ”lebt in”-Bezie-
hungen mit dem Konzept Haus verbunden sind. Zusätzlich besteht zwischen Katze
und Maus eine weitere ”frisst”-Beziehung. Zudem besitzt jedes Konzept ein Attribut,
welches die eigene Farbe symbolisiert.
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2.1.2 Ontologieversionen
Eine Ontologieversion ist ein Tupel Ov = (Cv, Av, Rv, t), welches den Zustand einer
Ontologie in einer Version v zu einem bestimmten Veröffentlichungszeitpunkt t be-
schreibt. Ontologieversionen werden oftmals in regelmäßigen Zeitabständen aktua-
lisiert (täglich, wöchentlich, monatlich). Eine neue Version Ov+1 hat Konzepte Cv+1,
Attribute Av+1 und Beziehungen Rv+1.
2.2 Ontologieentwicklung/-bearbeitung
Ontologieevolution ist ein Teil der Ontologieentwicklung/-bearbeitung. In [8] stellen
die Autoren die folgenden sechs Phasen des Evolutionsprozesses vor, welche im An-
schluss kurz definiert werden: 1) Änderungserfassung (Change Capturing) 2) Ände-
rungsrepräsentation (Change Representation) 3) semantische Auswirkungen der Än-
derung (Semantics of Change) 4) Änderungsimplementierung (Change Implementa-
tion) 5) Änderungspropagierung (Change Propagation) und 6) Änderungsvalidierung
(Change Validation).
Die Änderungserfassung ergibt sich zum einen durch neue Anforderungen und zum
anderen durch systembedingte Änderungen [9].
Änderungsrepräsentation bezeichnet den Vorgang, bei dem Änderungen in Bezug
auf ein Ontologiemodell identifiziert und dargestellt werden. Dabei können die Än-
derungsoperationen sowohl in simpler (Hinzufügen, Löschen) als auch in komplexer
Form (Mischen, Teilen) dargestellt sein.
Die semantischen Auswirkungen einer Änderung beziehen sich auf die Auswir-
kung der Änderungen innerhalb der Ontologie. In diesem Schritt sind gegebenenfalls
Konsistenzprüfungen und weitere Anpassungen vorzunehmen.
Bei der Änderungsimplementierung sind alle Maßnahmen für die Umsetzung der
Änderungen vorzunehmen. Dazu gehört die Realisierung aller direkten und indirekten
Änderungen und die Gewährleistung der Nachvollziehbarkeit getätigter Modifikatio-
nen.
Änderungspropagierung ist ein Vorgang, bei dem alle Änderungen und dessen Aus-
wirkungen in anderen Ontologien umgesetzt werden.
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Änderungsvalidierung ist ein abschließender Prozess, um eine getätigte Änderung
auf ihren Zweck und ihre Wirkung zu verifizieren.
Änderungen lassen sich mit zwei grundlegenden Verfahren erfassen. In einem di-
rekten Entwicklungsprozess können Logs (Protokolle) verwendet werden, um jede
Änderung später nachverfolgen zu können. Diese Methode eignet sich jedoch nicht
immer, da ein Großteil der Anwender Ontologien nicht selbst entwickelt und die Logs
auch nur selten von den Betreibern zur Verfügung gestellt werden. Eine Möglichkeit,
nachträglich alle Änderungen zwischen zwei Versionen festzustellen, besteht mit ei-
nem Diff-Algorithmus. Der im Rahmen der Evolutionsanalyse in CODEX und REx
verwendete Algorithmus COnto-Diff wird im Kapitel 4.2.1 kurz erläutert.
2.2.1 Änderungsoperationen
Änderungen sind ein wesentlicher Bestandteil im Ontologie-Evolutionsprozess und
vielseitig differenzierbar. In der folgenden Betrachtung werden zwei Gruppen von Än-
derungsoperationen nach [7, S. 80ff] unterschieden. Zunächst wird eine Menge von
Basisoperationen definiert. Dazu gehören das Löschen, Abbilden oder Einfügen eines
einzelnen Konzepts, einer Beziehung oder eines Attributs. Es ergeben sich insgesamt
neun Basisänderungsoperationen:
• addC(c): Einfügen des Konzepts c
• addR(r): Einfügen der Beziehung r
• addA(a): Einfügen des Attributs a
• delC(c): Löschen des Konzepts c
• delR(r): Löschen der Beziehung r
• delA(a): Löschen des Attributs a
• mapC(c1, c2): Abbilden von Konzept c1 auf Konzept c2
• mapR(r1, r2): Abbilden von Beziehung r1 auf Beziehung r2
• mapA(a1, a2): Abbilden von Attribut a1 auf Attribut a2
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Darüber hinaus gibt es komplexe Änderungsoperationen, die auf der Grundlage ag-
gregierter Basisänderungsoperationen und anderer komplexer Änderungsoperatio-
nen erstellt werden. Sie dienen einer kompakteren Repräsentation. Nachfolgend wer-
den zehn komplexe Änderungsoperationen betrachtet (Großbuchstaben am Anfang
einer Variable bezeichnen eine Menge) von denen sieben beispielhaft in Abb. 2.2 an-
hand der oben links dargestellten Beispiel-Ontologie veranschaulicht sind. Die Dar-
stellung der entsprechenden Änderungsauswirkung in der Abbildung ist dabei eine
mögliche Variante (von gegebenenfalls mehreren Alternativen).
• substitute(c1, c2): Ersetzen des Konzepts c1 durch das Konzept c2
• move(c, cfrom, cto): Verschieben des Konzepts c und dessen
Subgraphen von cfrom nach cto
• toObsolete(c): Bezeichnen des Konzepts c als ”veraltet/inaktiv”
• revokeObsolete(c): Zurücksetzen der ”Inaktiv”-Bezeichnung des
Konzepts c
• addLeaf(c, Cparents): Einfügen des Blattkonzepts c unterhalb der
Elternkonzepte Cparents
• delLeaf(c, Cparents): Löschen des Blattkonzepts c unterhalb der
Elternkonzepte Cparents
• merge(Csource, ctarget): Zusammenfassen der Konzepte Csource
in dem neuen Konzept ctarget
• split(csource, Ctarget): Unterteilen des Konzepts csource
in die neuen Konzepte Ctarget
• addSubGraph(croot, Csub): Einfügen des Graphen mit der
Wurzel croot und den Konzepten Csub
• delSubGraph(croot, Csub): Löschen des Graphen mit der
Wurzel croot und den Konzepten Csub
2.2 Ontologieentwicklung/-bearbeitung 15
Abbildung 2.2: Beispielhafte Umsetzung und Veranschaulichung der sieben von zehn komplexen Än-
derungsoperationen substitute, move, toObsolete, merge, split, addSubGraph, del-
SubGraph anhand der exemplarischen Ontologie (oben links)
2.2.2 Auswirkungen auf abhängige Daten
Ontologien werden in verschiedensten Domänen immer häufiger genutzt. Dement-
sprechend werden sie auch zunehmend in Softwaresystemen eingesetzt. Dort sind
sie unter Umständen ein zentraler Bestandteil des ausführbaren Systems und dienen
zur Strukturbeschreibung und Datenhaltung. Aufgrund sich ändernder Anforderungen
oder neuer Trends ergeben sich häufig Änderungen an genutzten Ontologien. Das
wiederum bedingt unter Umständen eine Anpassung der Software, um einen konsis-
tenten Zustand wiederherzustellen. Folgendes Beispiel verdeutlicht die Situation: Die
Applikation CliniClue Xplore6 der Firma Clinical Information Consultancy Ltd. ist ein
Browser für die weit verbreitete SNOMED-CT-Ontologie [10]. SNOMED-CT stellt eine
Nomenklatur der Medizin mit über 311.000 Konzepten dar. CliniClue Xplore bietet die
Möglichkeit, diese große Fülle an Daten strukturiert zu durchsuchen (Abb. 2.3).
6http://www.cliniclue.com/
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Abbildung 2.3: CliniClue Xplore - links: die Konzept-Direkteingabe, Suchmaske, hierarchischer Kon-
zeptbaum; rechts: eine detaillierte Darstellung des gewählten Knotens mit Attributen
und Beziehungen
Mit der Herausgabe einer neuen Ontologieversion von SNOMED-CT ergeben sich
zwei Möglichkeiten. Im Regelfall wird die Ontologie bei einer neuen Version erwei-
tert, indem neue Konzepte, Beziehungen oder Attribute eingefügt werden. CliniClue
Xplore sollte diese neuen Informationen durch ein generisches Schema darstellen
können. Falls eine aktuellere Ontologieversion für den Softwareentwickler unerwarte-
te Strukturen besitzt, wie zum Beispiel neu eingeführte ”part-of”-Beziehungen, sollte
die Applikation entsprechend den Änderungen angepasst werden.
Neben Softwaresystemen gibt es weitere abhängige Daten wie Mappings, welche
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zum Beispiel Korrespondenzen zwischen Konzepten einer oder mehreren Ontologien
enthalten. Änderungen an Ontologien erfordern unter Umständen auch eine Anpas-
sung der vorhandenen Mappings. Dazu zählen unter anderem:
Annotationsmappings, die Verbindungen zwischen Objekten der realen Welt (In-
stanzen) und Konzepten einer Ontologie darstellen. Sie werden vor allem in den Le-
benswissenschaften benutzt, um zum Beispiel Gene oder Proteine zu biologischen
Funktionen zuzuordnen. Änderungen dieser Annotationen treten in der Regel auf,
wenn zum Beispiel neue Forschungsdaten zur Funktion eines bestimmten Gens vor-
liegen. Besonders häufig wird die weit verbreitete biomedizinische Ontologie Gene
Ontology [2] zur Annotation genutzt. Im Fall der Veröffentlichung einer neuen Onto-
logieversion ist gegebenenfalls eine Migration der Annotationen auf die neue Version
nötig.
Ontologiemappings, die eine Menge von Korrespondenzen zwischen Konzepten
verschiedener Ontologien umfassen. Treten Änderungen an mindestens einer On-
tologie auf, sind gegebenenfalls Anpassungen an den Mappings vorzunehmen. Die
Verwendung von Ontologie-Mappings in der Praxis ist vielfältig. Ein Beispiel stellt ein
Preisvergleichsportal dar, welches Produktkataloge verschiedener Anbieter miteinan-
der abgleichen muss, um gleiche Produkte in einer einheitlichen Form zusammen-
fassen und verarbeiten zu können. Änderungen an Ontologien erfordern partiell eine
manuelle oder (semi-) automatische Adaption der Mappings.
2.3 Ontologieversionierung
Ontologieversionierung ist eine Variante der Änderungsverwaltung von Ontologiever-
sionen. Explizit sollen die Daten der Ontologie über alle Versionen gespeichert und
bei Bedarf zur Verfügung gestellt werden. Oft stellen Ontologieprovider ihre Versionen
systematisch in vollständig separaten Dateien auf Webservern zur Verfügung. Nutzer
können sich eine Version, die zu einem bestimmten Zeitpunkt gültig ist, herunterla-
den. Für verschiedene Arten der Anwendung oder Forschung reicht es oft, eine On-
tologieversion von einem festen Zeitpunkt zu nutzen. Besteht jedoch der Bedarf ver-
sionsübergreifend zu arbeiten, zum Beispiel zur Analyse der Ontologieentwicklung,
zum Feststellen vorgenommener Änderungen oder zur Migration abhängiger Daten,
müssen unter Umständen eine Vielzahl von Versionen zur Verfügung stehen. Da in
der Regel ein großer Teil der Informationen zur nächsten Ontologieversion unverän-
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dert (stabil) bleibt, ist es sinnvoll, die Informationen nicht redundant zu speichern.
Im Sinne einer effizienten Versionierung verwendet die im Rahmen dieser Arbeit ge-
nutzte Infrastruktur GOMMA ein zeitstempelbasiertes Konzept zur Versionierung von
Ontologiedaten [11]. Dazu wird jedes Element (Konzept, Beziehung, Attribut) nur ein-
mal gespeichert und mit einem Gültigkeitszeitraum (tstart, tend) versehen. tstart be-
schreibt das erste (hinzugefügt) und tend das letzte (gelöscht) Auftreten des Elements
in Bezug auf eine lineare Folge von Ontologieversionen. Da eine Ontologieversion
Ov = (Cv, Av, Rv, t) von einem bestimmten Zeitpunkt t bis zum Auftreten der neuen
Version Ov+1 gültig ist, lassen sich alle Elemente dieser Version unter der Bedingung
tstart ≤ t ≤ tend ermitteln.
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3 Verwandte Arbeiten
In diesem Kapitel wird ein Überblick zu verwandten Arbeiten auf dem Gebiet der On-
tologieversionierung gegeben. Im Anschluss werden die vorhandenen Werkzeuge in
Bezug auf die in dieser Arbeit gestellten Anforderungen verglichen.
3.1 OntoView
OntoView [12] bietet grundsätzlich Funktionen und Werkzeuge zum Verwalten von
Ontologieänderungen. Diese vergleichen unterschiedliche Versionen von Ontologien
mittels eines einfachen Diffs (zum Beispiel Erkennen von Konzeptlöschungen oder
Attributeinfügungen) und stellen resultierende Unterschiede grafisch dar. Die Ände-
rungsverwaltung ist in OntoView eng an ein Versionsmanagement gekoppelt, woraus
sich Methoden zur Ontologieversionierung ergeben. Das verwendete Basissystem für
die Versionierung ist das CVS [13], welches vorwiegend für den Quellcode bei der
Softwareentwicklung eingesetzt wird. OntoView bietet somit die Möglichkeit, Ontolo-
gieversionen sprachunabhängig zu speichern. Der volle Funktionsumfang ist jedoch
nur mit RDF-basierten Ontologien verfügbar, da die Methoden zur Änderungserken-
nung nur dafür implementiert worden sind.
Generell beinhaltet das System folgende vier Bereiche:
• Lesen von Ontologien und Änderungen: Im ersten Schritt können Ontolo-
gieversionen als Ganzes durch eine URL oder per Datei-Upload in das System
übertragen werden. Gegebenenfalls ist die Aktualisierung einer bereits vorhan-
denen Ontologie ebenfalls durchführbar. Der Ontologieversion müssen im An-
schluss Metadaten hinzugefügt werden (zum Beispiel Datum, Autor), falls diese
nicht automatisch zugeordnet wurden.
• Identifizierung: Ein wichtiger Aspekt bei der Handhabung von Ontologien und
deren Elemente ist ein einzigartiger Identifikator. OntoView nutzt hierfür das
Namensschema bzw. die URI-Ressourcen zur Identifikation und Zuordnung. Im
Zuge einer persistenten und konsistenten Identifikation ist es entweder dem
Ontologieentwickler überlassen eine globale Zuordnung zu schaffen oder es
wird die Domäne ”ontoview.org” als URI-Präfix genutzt.
• Änderungsanalyse: Eine Darstellung von Änderungen ist durch die Hervorhe-
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bung der geänderten Bereiche möglich. Zum Beispiel werden Konzepte mar-
kiert, welche Beziehungen nutzen, die in der neuen Version geändert wurden.
• Export von Änderungen: OntoView ist im Stande, Unterschiede zwischen On-
tologien in Form von separaten Ontologiemappings zu exportieren. Diese cha-
rakterisieren sich durch Definitionen aus verschiedenen Ontologieversionen und
deren Beziehungen zueinander. Diese Art des Exports begrenzt jedoch die Voll-
ständigkeit der Änderungen. Komplexe Änderungsoperationen, wie zum Bei-
spiel Merge oder Split, können nicht dargestellt werden.
3.2 PROMPT
PROMPT [14] bezeichnet ein Ontologie-Management-Framework, das an der Stan-
ford University entwickelt wurde. Alle Komponenten wurden als Protégé-20007-Erwei-
terungen oder -Plugins implementiert. Ziel der Entwicklung war die Bereitstellung von
Funktionen zum Finden, Vergleichen, Warten und Wiederverwenden von Ontologien
bzw. deren Versionen. Folgende Komponenten werden im Zusammenhang mit der
Ontologieversionierung betrachtet:
Eine Protégé-Applikation dient der visuellen Veranschaulichung, Erstellung bzw. Än-
derung der Ontologien und stellt eine Basis für verwendbare Protégé-Plugins dar.
Das Change Management Plugin [15] ermöglicht, jegliche vorgenommene Änderun-
gen an Ontologien zu speichern, nachzuvollziehen oder gegebenenfalls rückgängig
zu machen. Getätigte Modifikationen werden als CHAO-Instanzen (Ontologie zum Er-
fassen von Änderungen) gespeichert. Das Plugin stellt somit Logs bereit, welche eine
exakte Änderungsverfolgung ermöglichen.
Das PROMPT-Plugin beinhaltet den PROMPTDIFF-Algorithmus, welcher zwei On-
tologieversionen miteinander vergleicht und durchgeführte Änderungen berechnet.
Daraus wird anschließend ein Evolutionsmapping erstellt.
Diese Konfiguration erlaubt eine Ontologieversionierung auf zwei verschiedene Ar-
ten, welche in Abbildung 3.1 schematisch dargestellt sind. Mit dem Change Manage-
ment Plugin lassen sich alle aktiv durchgeführten Änderungen in Form von CHAO-
Instanzen erfassen. Eine Ontologie-Zielversion wird so durch die Summe aller zeitlich
7http://protege.stanford.edu/
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gerichteten Änderungsinstanzen, die sich zwischen Basis- und Zielversionen befin-
den, beschrieben. Die Zweite Möglichkeit findet Verwendung, wenn das Change Ma-
nagement Plugin nicht aktiv genutzt wird. Folglich stehen keine Änderungsinstanzen
zur Verfügung. Diese lassen sich jedoch für zwei Ontologieversionen nachträglich
durch den PROMPTDIFF Algorithmus bestimmen. Es werden auf Basis beider Ein-
gabeversionen neue CHAO-Instanzen berechnet, die für die weitere Verarbeitung zur
Verfügung stehen.
Abbildung 3.1: Verschiedene Komponenten des Frameworks: Eine Ontologieversion (braune abge-
rundete Rechtecke) wird durch eine Änderung (violette Vierecke) in eine neue Onto-
logieversion überführt, wobei alle Änderungen gespeichert werden (gelbes Viereck).
Alternativ dienen zwei Ontologieversionen als Grundlage für den PROMPTDIFF Al-
gorithmus (grünes Fünfeck), welcher die Versionen miteinander vergleicht, alle vorge-
nommenen Änderungen berechnet und sie protokolliert. Diese können akzeptiert oder
verworfen werden, was zur Definition einer neuen Ontologieversion führt. [15]
3.3 SemVersion
SemVersion ist ein System zur Versionierung von RDF-basierten Ontologien, das
an der Universität Karlsruhe und der National University of Ireland entwickelt wurde
[16]. Es ist als Java-Bibliothek konzipiert und besteht aus mehreren systematischen
Schichten, welche in Abbildung 3.2 dargestellt sind:
• SemVersion API: API auf Benutzerebene zur Versionierung von Ontologien
• RDFReactor: In Java entwickeltes RDF-Framework für einen objektorientierten
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domänenspezifischen Zugriff8
• RDF2Go: Java-Bibliothek, welche eine Abstraktion von Triple- und Quadstores
erlaubt und somit eine einheitliche Schnittstelle für bekannte RDFStores ist9
• YARS: Für Java entwickelter RDF-Datenspeicher, welcher auf einer deklarati-
ven Abfragesprache basiert10
Abbildung 3.2: Die Schichtenarchitektur von SemVersion [16]
SemVersion bietet eine Möglichkeit zur Speicherung vollständiger Ontologieversio-
nen. Diese werden in hierarchischen Strukturen gespeichert, die zusätzlich mit Me-
tadaten angereichert werden können. Das Datenmodell geht von einem Repository
als Wurzel zur Datenhaltung aus. Darin werden Projekte angelegt. Jedes Projekt ist
Träger von Ontologiemodellen, welche jeweils die einzelnen Ontologieversionen bein-
halten. Versionen sind im weiteren Verlauf zusätzlich individualisierbar, indem ihnen
Metadaten-Wissen hinzugefügt wird oder diese in abstrakte Sektionen untergliedert
werden.
Eine weitere Kernkomponente von SemVersion ist die Diff-Berechnung zwischen zwei
Triple-Sets, welche durch RDF2Go ermöglicht wird. Es kann sowohl ein struktur-
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orientierten Diff lediglich Unterschiede zwischen zwei RDF-Triple-Sets gefunden wer-
den, ermöglicht der semantische Diff die Berechnung transitiver Abhängigkeiten.
3.4 OBO Foundry
OBO Foundry11 [17] ist ein Portal zur Bereitstellung von biomedizinischen Ontolo-
gien. Im Zuge einer Vereinheitlichung und Vereinfachung für biomedizinische Daten
entstand 2001 das OBO-Format für Ontologien. Es definiert eine für diese Domä-
ne einfache, unabhängige Syntax, wobei alle OBO-Ontologien lizenzfrei sind. OBO
Foundry bietet Möglichkeiten zur Speicherung dieser Ontologien an. Eine Ontologie
kann zusätzlich unter folgenden Bedingungen aufgenommen werden:
• Sie wurde zum Zweck einer gemeinschaftlichen Absicht entwickelt.
• Sie benutzt gebräuchliche Beziehungen, welche eindeutig definiert sind.
• Sie stellt Prozeduren zum Nutzerfeedback und zur Identifizierung sukzessiver
Versionen bereit.
• Sie besitzt eine eindeutig abgegrenzte Thematik.
OBO Foundry hat es sich zudem zur Aufgabe gemacht, einheitliche Strukturen zur
Verknüpfung von Ontologien mit der gleichen Thematik zu schaffen. Es werden zum
Beispiel Ontologien zur Darstellung von Strukturen, Funktionen oder Entwicklungssta-
dien zur Verfügung gestellt. Ein weitreichendes Ziel der OBO Foundry ist die Samm-
lung biomedizinischen Forschungsdaten, die konsistent, kumulativ, erweiterbar und
algorithmisch verwendbar sind. Ontologien werden im OBO Foundry als vollständige
Dateien gespeichert. Den Benutzern wird jeweils die aktuellste Version der jeweiligen
Ontologie zum Download bereitgestellt. Beigefügte Metadaten geben zusätzliche Hin-
weise und ermöglichen Verweise zu externen Quellen (Abb. 3.3). Da OBO Foundry
eine reine Plattform zur Speicherung von Ontologiedaten ist, bietet sie keine Möglich-




Abbildung 3.3: Ontologieeintrag der Gene Ontology im OBO Foundry
3.5 BioPortal
BioPortal12 [18] ist ein frei verfügbares Repository von biomedizinischen Ontologien,
das online zur Verfügung steht. Benutzer sind in der Lage, Versionen von biomedizi-
nischen Ontologien in das BioPortal-Repository zu laden, die im Anschluss als ganze
Datei zum allgemeinen Download bereitstehen. Im Zuge einer besseren Evaluierung
und Evolution ist es auch möglich, Notizen oder Verlinkungen zu Rezensionen an
Konzepte zu binden. Ontologien sind generell in den Sprachen OWL, OBO und RDF
verfügbar. Zusätzlich gibt es eine Anbindung für Protégé-Frame Sprachen. Die The-
mengebiete umfassen Bereiche, wie zum Beispiel Anatomie, Phänotypen, experimen-
telle Zustände, Darstellungen, Chemie und Gesundheit. Neben den eigentlichen On-
tologiedaten können Benutzer auch zahlreiche Metadaten, wie Schlüsselwörter, Be-
schreibungen, Veröffentlichungsdaten, Autorinformationen etc., hinzufügen. Bioportal
bietet zudem die Möglichkeit, Ontologieressourcen mit ”Gene Expression Omnibus”,
”ClinicalTrials.gov” und ”ArrayExpress” zu annotieren. Für eine vielseitige Interopera-
bilität sind Nutzer zusätzlich imstande, Mappings zwischen Ontologietermen zu er-
stellen oder diese hochzuladen.
Neben dem Hinzufügen von Daten beinhaltet das System Funktionen zum Durchstö-
bern, Suchen und Visualisieren der aktuellsten Version einer Ontologie (Abb. 3.4).
Ein angebundener REST-Webservice bietet dahingehend flexible Datenabfragemög-
12http://bioportal.bioontology.org/
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lichkeiten. Analysewerkzeuge für Evolutionsanalysen sind im BioPortal nicht explizit
vorhanden. Jedoch gibt es eine Funktion zur Bestimmung eines einfachen strukturel-
len Diffs zwischen Versionen einer Ontologie mit einer textbasierten Ausgabe.
Abbildung 3.4: BioPortal Weboberfläche; Grafische Darstellung: Systematized Nomenclature of Me-
dicine - Clinical Terms (Hauptkonzepte, Unterkonzepte von Allergy)
3.6 Abgrenzung der eigenen Arbeit
Besonders in den Lebenswissenschaften entstehen durch Forschung und Trends
zahlreiche Ontologien bzw. neue Versionen. Um mit dieser Fülle an Versionen und
deren Unterschieden effektiv umgehen zu können, sind gerade bei größeren Daten-
quellen unterstützende Werkzeuge zur Ontologieversionierung und Analyse der On-
tologieevolution erforderlich.
Im Kapitel 3 wurden fünf Werkzeuge bzw. Plattformen zur Ontologieverwaltung im
Kontext der Ontologieevolution diskutiert. In dieser Arbeit steht die Ontologieentwick-
lung, die zum Beispiel ein Hauptbestandteil in PROMPT ist, nicht im Vordergrund,
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sondern vielmehr die effiziente Versionierung von Ontologien. Hierzu soll das Werk-
zeug GOMMA zur Speicherung von Ontologien in Repositories genutzt werden (sie-
he Kapitel 4.2). GOMMA besitzt jedoch keine eigene Benutzeroberfläche und ist nur
unter Verwendung von Entwicklungswerkzeugen einsetzbar. Zudem beinhaltet die In-
frastruktur keine Möglichkeiten für einen parallelen Mehrbenutzerbetrieb. On2V ers
soll in diesem Zusammenhang eine effektive Schnittstelle zwischen der GOMMA-
Infrastruktur und den Anwendern im Rahmen einer mehrbenutzerfähigen Webappli-
kation sein.
Die Anwendungen OntoView und SemVersion besitzen Funktionen zum Speichern
kompletter Ontologieversionen. Diese Variante ist jedoch nicht speichereffizient, da
die Daten durch das vollständige Abspeichern der Versionen redundant abgelegt wer-
den. Die Plattformen OBO Foundry und BioPortal besitzen ebenfalls lediglich die Mög-
lichkeit zur Speicherung vollständiger Dateien. GOMMA besitzt hingegen Funktionen
zur sequentiellen Versionierung von Ontologieversionen.
Zum Zweck der Darstellung vorgenommener Änderungen zwischen Ontologieversio-
nen sind Evolutionsanalysen notwendig. Die Systeme OntoView, PROMPT und Sem-
Version besitzen in diesem Zusammenhang Diff-Algorithmen zur Berechnung von Än-
derungen zwischen Ontologieversionen. OntoView unterscheidet dabei jedoch nur
einfache Änderungen. SemVersion und PROMPT bieten einen regelbasierten An-
satz. Der in GOMMA genutzte regelbasierte Ansatz besitzt jedoch eine hohe Flexi-
bilität, wobei neue Änderungsoperationen definiert und durch Regeln erkannt werden
können. Diese Änderungsoperationen werden von Applikationen wie CODEX (siehe
Kapitel 4.2.2) und REx (siehe Kapitel 4.2.3) genutzt, um aussagekräftige Evolutions-
analysen durchführen zu können.
Die in Kapitel 5 vorgestellte Weboberfläche bietet für die GOMMA-Infrastruktur ein
grafisches Nutzerinterface, in der die Nutzer ihre eigenen Ontologien individuell hoch-
laden und Analysen darauf durchführen können. Im Vergleich zu OBO Foundry und
BioPortal werden die Ontologiedaten sequentiell und somit speichereffizient hinter-
legt. Darüber hinaus können auf den importieren Ontologieversionen Analysefunk-
tionen bezüglich der Ontologieevolution durchgeführt werden. PROMPT, SemVersion
und OntoView besitzen zwar Funktionen zur gezielten Analyse, die jedoch nicht in
einer webfähigen Mehrbenutzerbetriebsumgebung realisiert sind.
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4 Konzept der
Versionierungsumgebung
In diesem Kapitel wird das Konzept der Anwendung verdeutlicht und dargestellt. Zu
Beginn werden die Anforderungen an das System erläutert. Im Anschluss folgt ein
kurzer Überblick über die verwendeten Werkzeuge. Im weiteren Verlauf des Kapitels
wird das Konzept und die Systemarchitektur von On2V ers vorgestellt.
4.1 Anforderungen
In den folgenden Abschnitten werden eine Menge von Anforderungen diskutiert, die
die On2V ers-Applikation erfüllen soll.
4.1.1 Benutzerschnittstelle
Verfügbar: Im Zuge einer ständigen Verfügbarkeit der bereitgestellten Dienste soll
eine Webapplikation als Basis fungieren.
Individualisierbar: Für eine individuelle Nutzung aller Funktionen und der Speiche-
rung eigener Ontologiedaten soll jedem Benutzer ein eigenes Konto zur Verfügung
stehen. Mit diesem Zugang soll die Benutzeroberfläche auf die hinterlegten Daten
der einzelnen Benutzer abgestimmt werden.
Bedienbar: Zum Zweck einer intuitiven Bedienung sollen alle Aktionsfelder kompakt
gestaltet, eindeutig beschriftet und gegebenenfalls durch zusätzliche Informationstex-
te ergänzt sein.
Modularisierbar: Jeder Menüeintrag soll eine Kernkomponente des Systems darstel-
len. Eine modularisierte Architektur ermöglicht eine leichte Programmerweiterung.
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4.1.2 Funktionalität
Anlegen von Projekten: In bestimmten Situationen ist es sinnvoll, Ontologiedaten
voneinander unabhängig zu speichern. Dafür soll es möglich, Projekte zu erstellen,
um die eigene Arbeitsumgebung in verschiedene Speichereinheiten für Ontologien zu
unterteilen. Erst nach der Auswahl eines Projektes sollen alle anderen Funktionen zur
Verfügung stehen.
Ontologieimport: Die Infrastruktur soll die Möglichkeit bieten, Ontologien dauerhaft
zu speichern und diese im Anschluss für Analysezwecke verfügbar zu machen. Die
Anforderung soll über eine Importfunktion ermöglicht werden, wobei Ontologien über
einen Datei-Upload oder durch Angabe einer URL zum Server übertragen werden.
Es sollen die Ontologiesprachen OWL und OBO unterstützt werden.
Versionsstatistiken: Basierend auf jeweils einer importieren Ontologie sollen allge-
meine Statistiken der Ontologieversionen erstellt und angezeigt werden, wie zum Bei-
spiel die Anzahl der enthaltenen Konzepte oder Beziehungen. Weiterhin sollen auf
Grundlage dieser Daten Diagramme über den Versionsverlauf (Zeitachse über die
einzelnen Versionen) erstellt werden. Zusätzlich ist es vorgesehen, zwei Ontologien
in dieser Form miteinander zu vergleichen, indem beide Versionsverläufe in einem
Diagramm dargestellt werden.
Vergleich von zwei Ontologieversionen: Im Bereich Evolutionsanalyse soll das
Werkzeug CODEX angebunden werden, um zwei Ontologieversionen einer Ontologie
auf Unterschiede zu untersuchen.
Analyse von Ontologieregionen: Das Werkzeug REx, welches ebenfalls zur Evolu-
tionsanalyse verwendet wird, soll in die Applikation integriert werden. Es dient speziell
zur Visualisierung von Veränderungen innerhalb bestimmter Regionen einer Ontolo-
gie.
4.1.3 Entwicklungs- und Laufzeitumgebung
Kompatibilität: Die Applikation soll in Anbetracht der Interaktion mit der GOMMA-
Infrastruktur in Java entwickelt werden. Zur Unterstützung der Kompatibilität mit den
verwandten Applikationen (CODEX, OnEX, REx) soll der Werkzeugsatz GWT zur
Webentwicklung verwendet werden.
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Laufzeitumgebung: Die fertige Applikation soll auf dem Webserver Apache Tomcat13
lauffähig sein.
4.1.4 Dokumentation
Die Dokumentation der Implementierung setzt sich aus drei Teilen zusammen:
• Die Darstellung der Klassenzusammenhänge als UML (siehe Abschnitt 5.2)
• Das Einfügen von Javadoc-Kommentaren in den Quellcode
• Die Änderungsverfolgung des Quellcodes über das SVN der Datenbankabtei-
lung der Universität Leipzig.
4.2 GOMMA
Die im folgenden vorgestellten Werkzeuge wurden in der Datenbankabteilung der Uni-
versität Leipzig entwickelt und nehmen Kernfunktionen der On2V ers-Applikation im
Bereich Ontologieversionierung und Ontologieevolution ein.
GOMMA [3] steht für ”Generic Ontology Matching and Mapping Management” und
bezeichnet eine Infrastruktur zum Verwalten und Analysieren von Ontologien und ih-
rer Evolution. Das System wurde ursprünglich zur Verwaltung von Ontologieversio-
nen und Mappings aus dem Bereich der Lebenswissenschaften entwickelt, um ein
effizientes Werkzeug für das frequente Aufkommen neuer Ontologieversionen und
der ansteigenden Größe von Ontologien zu besitzen. In dem Zusammenhang be-
sitzt GOMMA ein generisches Repository, in dem alle Ontologie- und Mappingdaten
sequentiell abgespeichert werden können. Weiterhin besitzt die Infrastruktur Kompo-
nenten zum Matchen von Ontologien und Ermitteln von Ontologieänderungen. Die
Abbildung 4.1 zeigt den schematischen Aufbau der Infrastruktur von GOMMA , wel-
che in drei Ebenen unterteilt ist:
Repositoryebene: Alle Ontologieversionen, Instanzen, Annotations-, Ontologie- und
Evolutionsmappings werden in einem zentralen Repository in Form eines Graphen
gespeichert. Die Grundlagen dieser Struktur wurden im Abschnitt 2.1 erläutert. Für
13https://tomcat.apache.org/
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Abbildung 4.1: Komponentenbasierte Infrastruktur von GOMMA [3]
Versionen von Ontologien und Mappings wird eine lineare Zeitbetrachtung verwende-
tet. Dies bedeutet, dass zu einem bestimmten Zeitpunkt genau eine Version Ov gültig
ist. Da in dieser Arbeit Ontologie- und Annotationsmappings nicht verwendet werden,
bezieht sich die Notation auf Ontologien und Ontologieversionen. Es existiert somit
eine lineare Folge von Versionen O0..., Ov−1, Ov, Oi+v, ...On, wobei Ov zu einem spe-
zifischem Zeitpunkt erstellt wurde. Die Version ist so lange gültig, bis sie durch eine
neue (zeitlich spätere) ersetzt wird. Dementsprechend besitzt sie genau einen direk-
ten Vorgänger Ov−1 und genau einen direkten Nachfolger Ov+1. GOMMA nutzt dieses
Prinzip, um Ontologiedaten (Konzepte, Beziehungen, Attribute) lediglich einmal zu
speichern. Dazu wird neben den Metadaten ein Gültigkeitszeitraum hinterlegt. Dieser
wird durch ein Startdatum tstart und durch ein Enddatum tend repräsentiert, welche
die Zeitspanne der Verwendung des Elements darstellen. GOMMA hinterlegt folglich
jedes Ontologieelement nur einmal. Um eine spezielle Version zu einem Zeitpunkt t
zu erhalten, können alle gültigen Elemente zu diesem Zeitpunkt unter der Bedingung
tstart ≤ t < tend extrahiert werden.
Diese Vorgehensweise erlaubt eine effiziente, weitestgehend redundanzfreie Siche-
rung der Daten, die in einer MySQL-Datenbank gespeichert werden. Die generische
Struktur von GOMMA erlaubt grundlegend einen sprach- und formatunabhängigen
Ontologieimport. Die Erweiterung eines nicht unterstützten Ontologieformats beinhal-
tet die Implementierung einer zusätzlichen Importklasse. Darin findet eine Zuordnung
von Elementen (Terme, Klassen) der Sprache zu Objekten des Repositories statt.
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Funktionale Match-Komponente: GOMMA unterstützt umfangreiche Algorithmen
zum Abgleichen von zwei Ontologieversionen. Als Resultat werden Ontologiemap-
pings mit Korrespondenzen von semantisch gleichen oder verwandten Paaren gelie-
fert. Die Verwendung von zusätzlichem Wissen, wie Synonyme oder Thesauri, kann
zur Verbesserung der Qualität des Match-Ergebnisses beitragen. Die Match-Ansätze
sind metadaten-, annotations- und hybridbasierend, welche in [3] näher beschrieben
werden.
Funktionale Diff-Komponente: Die Diff-Komponente von GOMMA enthält verschie-
dene Algorithmen zum Bestimmen von Änderungen zwischen zwei Ontologieversio-
nen. Dabei werden einfache und komplexe Änderungen berechnet. Das Verfahren
wird im Abschnitt 4.2.1 näher beschrieben.
Funktionale Evolution-Komponente: GOMMA bietet verschiedene Statistiken zur
Evolutionsanalyse an. Neben Basisstatistiken können stabile und instabile Regionen
(seltene bis keine Änderungen/häufige Änderungen) bestimmt werden [19]. Hierdurch
können zum Beispiel Bereiche mit hoher Entwicklungsaktivität identifiziert werden.
Werkzeugebene: Diese Ebene beinhaltet Applikationen, die die Funktionskompo-
nenten von GOMMA nutzen. Eine im Zusammenhang mit GOMMA entwickelte Web-
applikation namens OnEX (Ontology Evolution Explorer) demonstriert die Einsatz-
möglichkeiten der Infrastruktur anhand bekannter Ontologien aus dem Bereich der
Lebenswissenschaften. OnEX verarbeitet diese und stellt Änderungsstatistiken und
interaktive Suchmöglichkeiten über den Evolutionsverlauf zur Verfügung. Die Onto-
logie-Bibliothek setzt sich aus 16 bekannten Ontologien (Gene Ontologie, NCI The-
saurus, etc.) mit über 780 Versionen zusammen. Die Abbildung 4.2 zeigt Auszüge
aus der OnEX-Applikation. Auf der Webseite sind alle im Repository enthaltenen On-
tologieversionen ersichtlich, welche durch allgemeine Statistiken (Anzahl Konzepte,
Beziehungen, erste Version, letzte Version) näher beschrieben sind.
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Abbildung 4.2: OnEX Webapplikation mit den vorhandenen Ontologien inklusive allgemeiner Statis-
tiken (oben links), ein Trendchart über den Versionsverlauf (oben rechts), ein Auszug
geänderter Konzepte zwischen zwei Versionen (unten links) und eine detaillierte Dar-
stellung eines Konzeptes (unten rechts)
Neben OnEX existieren weitere Applikationen, wie CODEX und REx , die die Kom-
ponenten von GOMMA nutzen und in den Abschnitten 4.2.2 und 4.2.3 beschrieben
werden.
4.2.1 COnto-Diff
COnto-Diff [5] (Complex Ontology Diff) ist ein Algorithmus zur Bestimmung der Unter-
schiede zwischen zwei gegebenen Ontologieversionen. Ein kompakter Überblick der
einzelnen Phasen von COnto-Diff wird in Abbildung 4.3 verdeutlicht.
Im ersten Schritt findet ein Match-Prozess zwischen zwei Versionen derselben On-
tologie statt, wobei zusätzliches Wissen zum Einsatz kommen kann. Dem Matching
folgt eine regelbasierte Änderungserkennung in drei Phasen. Zunächst werden alle
Basisänderungen festgestellt, welche der Algorithmus im nächsten Schritt zu kom-
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Abbildung 4.3: Schematischer Überblick der COnto-Diff-Prozesse [5]
plexen Änderungen zusammenfasst. Der abschließende Aggregationsschritt fast ver-
schiedene komplexe Änderungen noch weiter zusammen. COnto-Diff liefert als Er-
gebnis ein diffbasic(Oold, Onew)-Mapping mit Basis-Änderungsoperationen sowie ein
diffcompact(Oold, Onew)-Mapping, bestehend aus komplexen Änderungsoperationen
und verbleibenden nicht-aggregierten Basis-Änderungsoperationen.
Die Kernaufgabe des Algorithmus besteht in der Berechnung so genannter Evoluti-
onsmappings, wobei in Basis-Evolutionsmappings diffbasic(Oold, Onew) und kompak-
te Evolutionsmappings diffcompact(Oold, Onew) zwischen der alten Oold und der neuen
OntologieversionOnew unterschieden wird. Die Mappings enthalten nach erfolgreicher
Berechnung die aus Abschnitt 2.2.1 vorgestellten Änderungsoperationen. Während
Basis-Evolutionsmappings eher die syntaktischen Änderungen zeigen, beinhalten die
kompakten Diff-Mappings ausdrucksstärkere komplexe Änderungen.
Zur genauen Bestimmung der Änderungsoperationen verwendet COnto-Diff ein re-
gelbasiertes Verfahren unter Verwendung der ”Change Operation Generating Rules”.
Unter einer Menge von Voraussetzungen generiert der Algorithmus eindeutige Ände-
rungsoperationen, wobei unter Umständen bereits generierte Änderungsoperationen
gelöscht bzw. zusammengefasst werden. Im Folgenden wird beispielhaft eine einfa-
che Regel zur Generierung von Konzepthinzufügungen gezeigt:
c ∈ Onew ∧ @a(a ∈ Oold ∧matchC(a, c))→ create[addC(c)]
In Worten beschreibt die Regel: Wenn ein Konzept c in Onew vorkommt, das keine Ab-
bildungen mit einem Konzept a in Oold besitzt, erstelle eine neue Änderungsoperation
addC(c). Diese und weitere Regeln (vollständige Liste in [5]) dienen der Erstellung
von Änderungsoperationen, welche das Evolutionsmapping bilden.
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4.2.2 CODEX
CODEX [4] ist die Bezeichnung für ein Werkzeug, das semantische Änderungen zwi-
schen zwei Ontologieversionen auf Basis des COnto-Diff-Algorithmus darstellt. Die
Applikation ist in Form einer Webseite14 (Abb. 4.4) und als Webservices verfügbar.
Abbildung 4.4: Die CODEX Webseite mit einer Eingabesektion (A) mit unterschiedlichen Eingabeme-
thoden: eine direkte Texteingabe (A1), Import aus URL (A2), Import aus PC-Upload
(A3) und Auswahl aus dem OnEX-Repository (A4). Die Ergebnissektion (B) unterteilt
sich in einen Überblicksabschnitt mit Chartdiagrammen (B1), einen Änderungsexplo-
rer (B2), einen Änderungsnavigator (hierarchisch) (B3), eine Auswirkungsstatistik der
Änderungen (B4) und eine Download/Export Sektion (B5). [4]
Die Oberfläche ist in die zwei Bereiche ”Eingabe” (A) und ”Ergebnisse” (B) unter-
gliedert. Im Eingabebereich müssen zwei Ontologieversionen derselben Ontologie im
OBO- oder OWL-Format angegeben werden. Es stehen folgende vier Eingabemetho-
den zur Verfügung:
• (A1) Direkte textuelle Eingabe des Ontologieinhalts
• (A2) Angabe einer URL für die jeweilige Ontologieversion
• (A3) Hochladen einer Ontologiedatei vom eigenen Rechner
• (A4) Nutzung vordefinierter Ontologien (keine Benutzerontologien) aus dem
OnEX-Repository
Nach der Eingabe gültiger Ontologiedaten und anschließender Berechnung am Ser-
ver können folgende Ergebnisse betrachtet werden:
• (B1) Überblicksstatistik zur Ontologiegröße (Anzahl der Konzepte, Beziehun-
gen) und Verteilung der Änderungsoperationen
14http://www.izbi.de/codex
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• (B2) Änderungsexplorer (Change Explorer) zur Visualisierung von Änderungs-
gruppen in einer ”Wolkendarstellung” (Größe je nach Häufigkeit/stärkstem Ein-
fluss) mit anschließender Liste der untergeordneten Elemente dieser Gruppe
• (B3) Änderungsnavigator (Change Navigator) mit einer baumartigen Ordnung
der komplexen Änderungsoperationen und den darin aggregierten einfachen
Änderungsoperationen
• (B4) Auswirkungsanalyse (Change Impact Analysis) mit dem Ausmaß der Aus-
wirkung vorher eingegebener Konzepte entsprechend der neuen Ontologiever-
sion (im Vergleich zur alten Version)
• (B5) Textuelle Auflistung aller Ergebnisse zum Abspeichern bzw. zur späteren
Verwertung
CODEX ist ein nützliches Werkzeug zur Evolutionsanalyse zwischen Ontologiever-
sionen und soll dementsprechend für die in On2V ers importierten Ontologieversio-
nen benutzerfreundlich verwendbar sein. Hierfür muss das Werkzeug in seiner Form
geändert werden, um Ontologieversionen aus einem generischen Repository verar-
beiten zu können (analog zum OnEX-Repository). Implementationstechnisch wird es
für On2V ers eine eigene CODEX-Instanz geben, welche statt der üblichen Eingabe-
methoden (A) die gespeicherten Ontologiedaten der Benutzer verwendet.
4.2.3 REx
REx [6] bezeichnet ein Werkzeug, das ursprünglich zur Evolutionsanalyse von Ontolo-
gien aus den Lebenswissenschaften entwickelt wurde. Es visualisiert Veränderungen
innerhalb einer Ontologie bezogen auf einen bestimmten Zeitraum und stellt aggre-
gierte Änderungen für verschiedene Regionen der Ontologie grafisch dar. REx steht
in Form einer Webapplikation zur freien Verfügung15 (Abb. 4.5).
In (1) wählt der Benutzer die Ontologie und den Darstellungszeitraum aus. Nach dem
Laden durch die Applikation werden in der Browser-Sicht (2a) zunächst alle Wurzel-
konzepte, deren Beziehungen und einige Unterkonzepte dargestellt. Weiterhin lässt
sich die Ansicht auf ein Überblicksfenster (2b) umschalten, das das gesamte Onto-
logienetz darstellt. Im Filter-Tab (3) ist es möglich, einzelne Konzepte auszuwählen,
15http://www.izbi.de/rex
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Abbildung 4.5: Die REx-Webseite mit einer Eingabemaske (1), einer Browser-Sicht der gewählten
Ontologie (2a), einer Überblickssicht der gewählten Ontologie (2b), individuellen Fil-
tereinstellungen (3), einer Konzeptsuche im Filter (4), Anzeige des Konzeptes in der
Browser-Sicht (5) und einer Navigation in der Browser-Sicht (6)
die im Überblicksfenster anschließend markiert werden. Alternativ lässt sich im Fil-
ter ein ausgewähltes Konzept explizit suchen (4) und in der Browser-Sicht anzeigen
(5). Neben der Suchfunktion kann der Benutzer in der Browser-Sicht einzelne Knoten
wählen (6), worauf sich die Darstellung bezogen auf diesen Punkt ändert.
REx basiert auf der Datenstruktur von GOMMA und liest Ontologiedaten aus einem
Repository aus. Bevor REx die gegebenen Daten verarbeiten kann, müssen entspre-
chende Änderungen zunächst identifiziert werden (zum Beispiel mit COnto-Diff, Ab-
schnitt 4.2.1). Anschließend berechnet der Regionenalgorithmus [19] die Intensitäten
der entsprechenden Änderungen anhand eines Kostenmodells (Kosten für Hinzufü-
gen, Ändern und Löschen von Beziehungen oder Konzepten). Angrenzenden oder
beteiligten Konzepten werden ebenfalls Kosten zugeordnet, womit sich Kosten für
Elternkonzepte aus denen der Kinder ergeben (aggregierte Kosten). Es werden die
Knoten in der Browser-Sicht (2a) und im Überblicksfenster (2b) farblich entsprechend
der Kosten dargestellt (grün - keine Beeinflussung, stabil; gelb - geringe Beeinflus-
sung; rot - starke Beeinflussung, instabil).
REx soll analog zu CODEX in die On2V ers-Applikation eingebunden werden und mit
den dort importieren Benutzerontologien verwendbar sein.
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4.3 Schematischer und struktureller Aufbau
In diesem Abschnitt werden wesentliche Prozesse und Strukturen der On2V ers-App-
likation veranschaulicht.
4.3.1 Überblick der Prozesse und Szenarien
Die Abbildung 4.6 zeigt einen schematischen Überblick zum On2V ers-System, das
im Rahmen des eScience-Projekts entwickelt werden soll.
Abbildung 4.6: Schematischer Überblick des On2V ers-Systems
In der unteren Ebene befinden sich Dienste zur Versionierung von Ontologien und On-
tologieversionen. Diese ermöglichen eine Speicherung der Ontologiedaten in einem
entsprechendem Repository. Einen nachträglichen Export der Ontologien ist nach
dem Import derzeit nicht vorgesehen, jedoch stehen zum Beispiel Exportfunktiona-
litäten für Analyseergebnisse in CODEX zur Verfügung. In der zweiten Ebene sind
Dienste zur Umsetzung der Szenarien dargestellt. Die in Anlehnung dieser Arbeit
zur Verfügung gestellten Analysewerkzeuge umfassen dabei einfache und komplexe
Evolutionsanalysen. Die Erstellung und Speicherung von Mappings oder die Migra-
tion von Ontologien ist nicht Bestandteil dieser Arbeit. Eine Anbindung ist jedoch in
Zukunft geplant. Die Dienste können im Zusammenhang mit On2V ers auf die im-
portieren Ontologiedaten, gespeichert in den Repositories der unteren Ebene, ange-
wandt werden. Die obere Ebene zeigt beispielhafte Anwendungsszenarien, wie zum
Beispiel die Ontologieentwicklung oder Evolutionsanalysen.
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4.3.2 Beispielhafter Benutzer-Workflow
Der Zugriff auf die in On2V ers zur Verfügung gestellten Dienste gestaltet sich in meh-
reren hierarchischen Ebenen (Abb. 4.7). Zu Beginn stehen dem Benutzer eine Über-
Abbildung 4.7: Schematische Darstellung möglicher Aktionen eines Benutzers (beige Vielecke) auf
der On2V ers-Webapplikation
sichtsseite und Login-/Registrierungselemente zur Verfügung. Nach einer erfolgrei-
chen Authentifizierung mit den vorher registrierten Benutzerdaten hat der Benutzer
Zugriff auf seinen eigenen Arbeitsbereich. Für den weiteren Ablauf muss an dieser
Stelle ein existierendes Projekt gewählt werden. Wurde noch kein Projekt angelegt,
lassen sich diese in einem eigenen Bereich anlegen und löschen. Mit der Auswahl
eines Projektes sind in Folge alle Kernkomponenten der On2V ers-Applikation nutz-
bar. Das beinhaltet den Import von Ontologien und deren Versionen, die Anzeige von
Statistiken bzw. Diagrammen und die Verwendung der Werkzeuge zur Analyse der
Ontologieevolution CODEX und REx. Die Darstellung von Statistiken und die Nut-
zung von Werkzeugen der Ontologieevolution erfordern mindestens eine importierte
Ontologie inklusive zweier Ontologieversionen.
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4.4 Systemarchitektur
In diesem Abschnitt werden grundlegende Strukturen, Prozesse und Abläufe in Ver-
bindung mit On2V ers beschrieben. Im anschließenden Kapitel 5 wird deren Imple-
mentierung vorgestellt.
4.4.1 Aufbau der Mehrbenutzerbetriebsumgebung
On2V ers bietet die Möglichkeit, vielfältige Ontologien in einem eigenen Arbeitsumfeld
zu integrieren, zu verwalten und zu analysieren. Dieses Ziel erfordert eine individu-
elle Verwaltung jedes Benutzers. In Anbetracht der Nutzung von On2V ers als frei
zugängliche Webapplikation soll jedem Benutzer ein eigenes Konto zur Verfügung
stehen. Eine geeignete Form zur Identifikation der Benutzer ist die Authentifizierung
mit Benutzername und Passwort. Nach erfolgreicher Anmeldung stellt der Server Da-
tenstrukturen für den Benutzer bereit. Intern existiert folgendes Schema: (Abb. 4.8):
• Es existiert eine Menge registrierter Benutzer U = {u1, ..., un} ≥ 0
• Jeder Benutzer ui ∈ U besitzt eine Menge von Projekten Pui = {p1, ..., pm} ≥ 0
• Jedem Projekt pj ∈ Pui wird eine Menge von Ontologien Opj = {O1, ..., Os} ≥ 0
zugeordnet
• Jede Ontologie Ok ∈ Opj hat mindestens eine Version VOk = {Okv1 , ..., Okvt} ≥ 1
Abbildung 4.8: Mehrbenutzeransatz von On2V ers mit der Hierarchie: Benutzer→ Projekt→ Ontolo-
gie→ Version
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4.4.2 Verwendung eines RPC-Client-Server-Modells
Eine Webapplikation nutzt üblicherweise ein Client-Server-Modell zur Kommunikati-
on, da die Daten nicht lokal vorliegen. Im klassischen Stil werden alle Anzeigedaten
einer bestimmten Seite vom Server an den Client übertragen. Mittlerweile existieren
jedoch effiziente Techniken zur Beschleunigung des Seitenaufrufes und zur Vermei-
dung redundanter Datenpakete. Dabei wird die Seite beim erstmaligen Aufruf kom-
plett übertragen. Im Anschluss können weiterführende Aktionen entkoppelt am Ser-
ver angefragt und Ergebnisse zum Client gesendet werden, ohne die gesamte Seite
neu laden zu müssen. Eine etablierte Technik ist das RPC-Verfahren (Remote Pro-
cedure Call). Prinzipiell soll der Client ohne großen Aufwand vordefinierte Funktionen
des Servers nutzen können (Abb. 4.9). Zunächst ruft der Client eine RPC-Funktion
auf. Der Server bearbeitet die Anfrage und liefert ein Ergebnis zurück. Im Fall einer
Webseite nutzt der Client die empfangenen Daten in der Regel, indem er diese auf
der darzustellenden Seite anzeigt bzw. aktualisiert.
Abbildung 4.9: Schematischer Ablauf eines Remote Procedure Call
Diese Art des RPC ist ein synchroner Aufruf, da der Client so lange warten muss, bis
der Server die Anfrage vollständig verarbeitet hat. Im Gegensatz dazu existiert noch
die Möglichkeit eines asynchronen Aufrufes. Dabei stellt der Client eine Anfrage an
den Server, wartet jedoch nicht auf die Antwort, sondern arbeitet die nachstehenden
Aufgaben ab. Sobald der Server die Prozedur abgeschlossen hat, schickt dieser ei-
ne Benachrichtigung an den Client. Nachdem dieser die Antwort abgeholt hat, wird
sie wie im synchronen Fall, jedoch prozedural später, verarbeitet. Das asynchrone
Verfahren bringt gegenüber dem synchronen einige Vorteile:
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• Keine Blockierung der GUI bei Verwendung des RPC im gleichen Thread
• Bearbeitung anderer Aufgaben am Client bis zum Eintreffen der Serverantwort
• Möglichkeit einer parallelen Ausführung mehrerer RPCs am Client
In On2V ers soll das asynchrone RPC-Verfahren genutzt werden, um eine hohe Be-
nutzerfreundlichkeit zu gewährleisten (kein Blockieren der Benutzeroberfläche) und
eine größtmögliche Aufruf-Flexibilität bereitzustellen.
4.4.3 Datenhaltung und Kommunikation
On2V ers ist als Webapplikation konzipiert, wodurch zwischen Client und Server im
aktiven Zustand permanent Daten ausgetauscht werden. Die Abbildung 4.10 zeigt
die Art der Datenhaltung, die wesentlichen Kommunikationsprozesse und die dabei
übertragenen Daten.
Logindaten besitzt der Benutzer am Client in Form eines Benutzernamens und eines
Passwortes, mit denen er sich am Server registriert. Diese Identifikationsdaten ver-
waltet On2V ers in einem eigenem Repository. Bei erfolgreicher Authentifizierung mit
dem Server sendet dieser eine zeitlich begrenzte Identifikationsnummer zurück.
Abbildung 4.10: Schematische Darstellung der Datenhaltung und Kommunikationsprozesse
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Projektdaten dienen der Strukturierung und Unterteilung der damit verknüpften On-
tologiedaten. Der Benutzer gibt hierfür einen Projektnamen an, der vom Server als
Grundlage für ein GOMMA-Datenbankschema genutzt wird. In Verbindung mit dem
Benutzernamen existiert hierdurch eine einfache und eindeutige Zuordnung zwischen
Daten und Anwender. In Vorbereitung auf Import- und Statistikfunktionen wird das Re-
pository von GOMMA initialisiert. Da ein Benutzer mehrere Projekte und somit varia-
bel viele Repositories besitzen kann, muss der Client durch Angabe eines Projektes
dem Server das zu benutzende Repository übermitteln.
Importdaten sind auf Seiten des Clients die Ontologiedaten oder URL-Verweise in
der jeweiligen Sprachsyntax (derzeit unterstützt OWL, OBO). Um diese in Verbindung
mit On2V ers nutzbar zu machen, werden sie zum Server übertragen, in ein GOMMA-
internes Format umgewandelt und in das entsprechende Datenbank-Repository ein-
gefügt. Die Ontologiedaten lassen sich direkt vom Client-Rechner übertragen. Alter-
nativ lädt der Server diese durch Angabe einer URL herunter. Es kann zu einem Im-
portvorgang genau eine Ontologie mit beliebig vielen Versionen übertragen werden.
Ontologiestatistiken/Evolutionsstatistiken zeigen eine allgemeine Zusammenfas-
sung des zeitlichen Ablaufes über alle Ontologieversionen einer bestimmten Ontolo-
gie. Darunter fallen zum Beispiel die absolute Anzahl der Konzepte und Beziehungen
oder zeitbezogene Verlaufsdiagramme dieser Werte. Die unverarbeiteten Statistik-
daten werden nach erfolgreichem Ontologieimport vorberechnet und im Datenbank-
Repository abgelegt. Auf Anfrage vom Client stellt der Server daraus Google-Charts16
her (siehe Abschnitt 5.5.4) und übermittelt die entsprechende URL zur Darstellung am
Client.
Evolutionsdaten/Analysedaten erhält der Benutzer nach Analyse der Ontologiever-
sionen mittels komplexer Algorithmen.On2V ers bietet die beiden Werkzeuge CODEX
und REx zur Durchführung von Evolutionsanalysen, Berechnung von Statistiken und
Datenvisualisierung an. Der Client stellt hierfür eine Anfrage mit Angabe einer On-
tologie und der entsprechenden Ontologieversionen (zwei Versionen in CODEX, ein
Intervall mit Start- und Endversion in REx). Die beiden Systeme führen im Anschluss
Berechnungen auf Grundlage der im Benutzer-Repository liegenden Daten durch und




In diesem Kapitel werden Werkzeuge, Methoden und Algorithmen im Zuge der Imple-
mentierung von On2V ers vorgestellt.
5.1 Entwicklung mit Java und GWT
Mit dem Ziel der Entwicklung einer Webapplikation stehen eine Vielzahl von Program-
miersprachen und Entwicklungsumgebungen zur Auswahl. Dabei sollen jene Mittel
genutzt werden, welche eine optimale Umsetzung der Anforderungen und eine größt-
mögliche Kompatibilität zu den angebundenen Softwaresystemen bieten. In Anbe-
tracht der Implementierung von GOMMA in Java und der Umsetzung der Webappli-
kationen OnEX, CODEX und REx in Java und mit Hilfe von GWT bot sich die Wahl
der Sprache Java in Verbindung mit dem Werkzeugsatz für Webanwendungen von
Google (GWT) an.
GWT [20] ist seit 2006 als freie Software erhältlich. Das Besondere an GWT ist der
Compiler. Der Quellcode wird zunächst in Java erstellt und zur Laufzeit in JavaScript
umgewandelt. Der Vorteil liegt in der ausdrucksstarken und einfachen Programmie-
rung mittels Java und der kompatiblen Darstellung durch einen Webbrowser mittels
JavaScript und HTML. Diese Übersetzungen sind nicht uneingeschränkt. Jedoch las-
sen sich viele Standardklassen, wie zum Beispiel jene aus den Namensräumen Ja-
va.lang, Java.io und Java.util, innerhalb von GWT verwenden. Die Einschränkungen
betreffen jedoch nur den auf der Client-Seite verwendeten Quellcode. Serverseitig be-
stehen keine Restriktionen in der Wahl der Elemente. In Bezug auf das im Abschnitt
4.4.2 zu verwendende Client-Server-Modell unterstützt GWT die Entwicklung einer
AJAX-basierten Applikation. AJAX ist im Bereich der Webapplikationen eine etablier-
te Methode zur Durchführung asynchroner RPCs.
5.2 Klassenstruktur von On2V ers
Die folgende Abbildung 5.1 stellt alle selbst implementierten Klassen von On2V ers
mit allen wesentlichen Beziehungen (der Übersicht halber vereinfacht) zueinander
dar. Details zu den Klassen werden in den folgenden Abschnitten behandelt.
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Abbildung 5.1: Klassenstruktur der On2V ers-Implementierung mit GWT
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Die Grundlage der Applikation bilden die beiden Klassen Ontology_versioning
(Client-Komponente) und VersioningServiceImpl (Server-Steuerknoten). Die
Ontology_versioning Klasse erzeugt alle benötigten Basis-GUI-Komponenten
und nutzt die folgenden Kompositionsklassen (gesondert aufgerufene GUI-Bereiche)
für selektive Abschnitte der On2V ers-Applikation:
• IntroductionForm - Einführungsseite, allgemeine Hinweise
• ProjectsForm - Seite zum Verwalten von Projekten
• ImportForm - Oberfläche zum Importieren von Ontologieversionen
• StatisticsForm - Seite zur Visualisierung von Statistiken und Diagrammen
• CodexInputForm - Auswahl der Analysedaten für CODEX
• RexInputForm - Auswahl der Analysedaten für REx
Die Basisklasse und die aufgeführten Formklassen nutzen zur anschaulichen Dar-
stellung und einfachen Implementierung folgende neu definierte GUI-Elemente und
Klassenkonstrukte:
• Recall - Interface zum Nutzen einer Rückruf-Funktion
• Dialog - Steuerungsklasse für clientseitige Dialogboxen
• CustomDialogBox - einfacher Dialog mit Überschrift, Text und Bestätigungs-
button
• CustomDialogConfirmBox - Dialog mit einer Fallunterscheidung
(OK/Abbrechen); nutzt Rückruf-Funktion (Recall) bei Bestätigung
• CustomDialogProgressbarBox - Wartedialog bei bestehenden Aktionen
zwischen Client und Server
• CustomFrexTable - benutzerdefinierte Tabelle
• CustomFlexTableColumnConfig - unterstützende Klasse für
CustomFrexTable; Definition von Spaltennamen, -größen, -ausrichtungen
• DeleteProjectRecall - implementiert Recall; löscht Projekt nach Dia-
logbestätigung
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• UploadSet - unterstützende Klasse für ImportForm zur Auswahl der ge-
wählten Übertragungsart (Datei-Upload oder URL)
Der dynamische Datenaustausch mittels asynchroner RPCs erfolgt am Client über
die Klasse ServiceHandler, die Objekte für den Kommunikationsservice bereit-
stellt. Explizit wird über die GWT-Infrastruktur eine Verbindung zu der serverseiti-
gen Klasse VersioningServiceImpl hergestellt, welche das zugehörige Inter-
face VersioningService beinhaltet (VersioningServiceAsync wird im Cli-
ent verwendet). Über diese Schnittstelle werden serverseitig folgende Klassen ange-
sprochen:
• MySQLHandler - Schnittstelle zur Datenbank
• SessionHandler - Verwaltung von Identifikationsschlüsseln der Clients
• UserManager - Prüfen, Registrieren von Benutzer-Authentifizierungsdaten
• GommaManager - Verwaltung aktiver Repositories (durch Benutzer gewähltes
Projekt)
• SourceVersionImporter - überträgt Benutzer-Ontologiedaten in aktives
Repository (über GOMMA-Infrastruktur)
• ChartHandler - Erstellt Diagramme aus Ontologiedaten mit Hilfe von Google
Charts
Zur Gestaltung der Serverantwort nach einem erfolgreichen RPC-Aufruf wird die Klas-
se ResponseObject<T> eingesetzt. Sie beinhaltet den objektiven Status des Vor-
gangs nach Bearbeitung durch den Server (zum Beispiel Fehlermeldung bei falscher
Passworteingabe) und das generische Rückgabeobjekt.
Metadaten zu Ontologien und Versionen, welche im GOMMA-Repository gespeichert
sind, werden zur Übertragung an den Client aus Gründen der Übersicht in Instanzen
der Klasse SimpleSource und der enthaltenen Klasse SimpleSourceVersion
verpackt.
Bezüglich der Client-Server-Schnittstelle existiert neben der erwähnten Serviceklas-
se VersioningServiceImpl noch die Servlet-Klasse UploadHandlerImpl,
die zur Übertragung ganzer Dateien vom Client zum Server verantwortlich ist (Onto-
logieimport). Servlets nehmen Anfragen von Clients entgegen, zum Beispiel über die
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HTTP-Protokolle GET oder POST, und geben eine Antwort zurück.
Globale Variablen sind in SharedGlobals enthalten, wohingegen eingeschränkte
globale Variablen für den serverseitigen Gebrauch in Globals enthalten sind.
5.3 Aufbau des Clients
Der Client ist eine zentrale Komponente von On2V ers , da er sowohl ein hohes Maß
an Benutzerfreundlichkeit besitzen als auch in seiner Funktion zuverlässig arbeiten
muss. Der Client ist modular aufgebaut und leicht erweiterbar. Im Folgenden werden
die einzelnen Komponenten des Clients und deren Zusammenwirken erläutert.
Einstiegspunkt der Applikation
Ontology_versioning definiert unter anderem das grundlegende Layout der
Client-Webseite mit fünf fest definierten Bereichen (Abb. 5.2).
Abbildung 5.2: Schematischer Aufbau der Client-Hauptklasse mit einem Logo (1), einem Menü (2),
einem Registrierungs-, Loginbereich (3), dem Darstellungsfenster (4) und einem Be-
reich für Logos zur Projektfinanzierung (5)
Position (1) ist ein Platzhalter für das On2V ers-Logo. Container (2) bietet ein dynami-
sches Menü mit Zugang zu folgenden Hauptfunktionen der Applikation:
• ”Overview” - Überblicksseite mit allgemeinen Informationen über On2V ers
• ”Projects” - Bereich zur Auswahl, zum Anlegen und Löschen von Projekten (sie-
he Abschnitt 5.5.2)
• ”Imports” - Bereich zur Definition von Ontologiequellen und zum Übertragen von
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Ontologieversionen an den Server (siehe Abschnitt 5.5.3)
• ”Statistics” - Bereich zur Darstellung allgemeiner Statistikdaten über Ontologien
und Ontologieversionen (siehe Abschnitt 5.5.4)
• ”CODEX” - Bereich zur Auswahl von zwei Ontologieversionen zur anschließen-
den Analyse mit dem Werkzeug CODEX (siehe Abschnitt 5.5.5)
• ”REx” - Bereich zur Auswahl von Start- und Endversion einer Ontologie zur
anschließenden Analyse mit dem Werkzeug REx (siehe Abschnitt 5.5.5)
Im Bereich (3) existieren verschiedene Steuerelemente zur Benutzeranmeldung und
zum Registrieren der Anmeldedaten am Server (siehe Abschnitt 5.5.1). Bereich (4)
ist ein Container zum Anzeigen der in (2) ausgewählten Unterkomponente, welche in
einer jeweils separaten Klasse realisiert ist. Das mit (5) gekennzeichnete Feld dient
der Erwähnung von Fördereinrichtungen in Form von Logos. On2V ers wurde durch
den Europäischen Sozialfond (ESF) im Rahmen des eScience – Forschungsnetzwerk
Sachsen-Projekts gefördert.
Projekte
Der Aufbau der Projektseite durch ProjectsForm ist einfach gehalten (Abb. 5.3). Im
Fokus steht eine Liste aller Projekte, die der Benutzer in seinem Konto erstellt hat (1).
Diese lassen sich lediglich durch Angabe einer Bezeichnung erstellen und am Server
registrieren (2). Wird ein Projekt nicht mehr benötigt, lässt es sich in Verbindung mit
dem dazugehörigen Repository löschen (3).
Abbildung 5.3: Schematischer Aufbau der Projekt-Klasse mit einer Projektliste (1), Steuerelementen
zur Definition neuer Projekte (2), Steuerelementen zum Löschen von Projekten (3)
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Import
Die Seite zum Importieren von Ontologien bzw. Ontologieversionen (ImportForm)
unterteilt sich in zwei Bereiche (Abb. 5.4). Bereits vorhandene Ontologien werden im
Bereich (1) in einer Liste (3) dargestellt. Einzelne Ontologien lassen sich baumartig
aufklappen, wodurch alle vorhandenen Versionen aufgelistet werden. Das Hinzufügen
von neuen Ontologieversionen ist im Abschnitt (2) möglich. Dazu trägt der Benutzer in
(4) grundlegende Parameter zum Erstellen einer neuen Ontologie ein (Name der On-
tologie, Objekttyp/Bereich der Ontologie) oder wählt aus (3) eine bereits vorhandene
Ontologie aus, um dieser Versionen hinzuzufügen. Im Anschluss müssen das Ontolo-
gieformat (OBO oder OWL), die Art des Datentransfers (URL oder Datei-Upload) und
die Anzahl der zu importierenden Versionen ausgewählt werden. Der Benutzer muss
in (5) jede Version durch Angabe der Quelle, der Versionsnummer und des Zeitstem-
pels genauer spezifizieren.
Abbildung 5.4: Schematischer Aufbau der Import-Klasse mit einem Bereich für vorhandene Ontolo-
gien (1), einem Bereich zum Importieren von Ontologien (2), einer Liste aller zu einer
Ontologie gehörigen Versionen (3), einer Eingabemaske zur Definition benötigter Pa-
rameter für einen Ontologieimport (4) und einer Eingabemaske zur Spezifikation der
einzelnen zu importierenden Ontologieversionen (5)
Statistiken
Statistiken werden nach Auswertung der importierter Ontologien erstellt und durch die
Klasse StatisticsForm veranschaulicht (Abb. 5.5). Der Grundaufbau des Contai-
ners ist ähnlich dem der Importseite mit einem Bereich für bereits importierte Onto-
logien (1). Durch Auswahl einer Datenquelle in der Liste (3) erhält der Benutzer im
Feld (2) eine entsprechende grafische Darstellung. Explizit werden die Versionsdaten
(Anzahl der Konzepte, Beziehungen) der Ontologien bezüglich einer Zeitachse in ei-
nem Google-Chart aufbereitet und in (4) angezeigt (siehe Abschnitt 5.5.4). Neben der
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Visualisierung einer Ontologie lässt sich die zeitliche Entwicklung zweier Ontologien
durch Auswahl entsprechender Boxen aus Sektion (3) in einem Diagramm verglei-
chend darstellen.
Abbildung 5.5: Schematischer Aufbau der Statistik-Klasse mit einem Bereich für vorhandene Ontolo-
gien (1), einer Sektion zur Darstellung von visuellen Statistiken (2), einer Liste aller zu
einer Ontologie gehörigen Versionen (3) und dem zu einer oder mehreren ausgewähl-
ten Ontologie(n) zugehörigen Diagramm (4)
CODEX & REx
Die beiden Werkzeuge CODEX und REx sind unabhängige Webapplikationen. Die
Darstellungsklassen CodexInputForm und RexInputForm nehmen eine weiter-
leitende Rolle ein. Auf den jeweiligen Seiten in On2V ers werden vom Benutzer die
Ontologie und die in Verbindung mit der Evolutionsanalyse zu benutzenden Ontolo-
gieversionen gewählt. Nachdem der Benutzer die Eingaben bestätigt hat, wird eine
weiterleitende URL zur entsprechenden Anwendung erstellt, die die vom Benutzer
gewählten Ontologieparameter enthält.
5.4 Serverseitiges Datenmanagement
Der Server nimmt eine wichtige Rolle in Bezug auf die Datenhaltung ein, da On2V ers
eine Applikation zur Versionierung von Ontologiedaten ist. Zur Speicherung dieser
Informationen nutzt der Server die GOMMA-Infrastruktur, welche wiederum Repo-
sitories auf Basis einer MySQL-Datenbank erstellt. Die Abbildung 5.6 zeigt den ur-
sprünglichen Entwurf des Repository-Schemas, welcher jedoch entsprechend der
Entwicklung von GOMMA angepasst bzw. geändert wurde. Die Abbildung beschreibt
den funktionellen Kern des Schemas. Es werden Ontologien (Ontologies), Ver-
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Abbildung 5.6: Relationales Datenbankschema zur Versionierung von Ontologien und Ontologiever-
sionen [11]
sionen (Ontology Versions), Konzepte (Ontology Concepts), Beziehungen
(Ontology Relationships), Beziehungstypen (Relationship Types), At-
tribute (Attributes) und Attributwerte (Element Attribute Values) verwal-
tet. Im Zuge einer effizienten und strukturierten Datenhaltung weist der Server jedem
Benutzerprojekt ein solches Schema zu. Intern werden die Schemata nach dem Mus-
ter eSystems_Benutzer_Projekt hinterlegt. ”eSystems” ist ein standardisier-
ter Präfix für die Anwendung, wohingegen ”Benutzer” für den registrierten Benut-
zernamen und ”Projekt” für den Namen des vom Benutzer erstellten Projekts steht.
Die Länge des Benutzernamens und des Projektnamens ist jedoch auf 27 Zeichen be-
grenzt. Der Grund dafür ist die Limitierung von MySQL-Schemabezeichnungen auf 64
Zeichen. Die Zeichenkette ”eSystems” und die beiden Unterstriche nehmen zusam-
men 10 Zeichen ein, womit 54
2
= 27 Zeichen jeweils für Benutzer- und Projektname
reserviert sind.
Zusätzlich zu den Repository-Schemata existiert ein Management-Schema zur Be-
nutzer- und Projektverwaltung (eSystems_user_management) (Abb. 5.7). Auf
On2V ers registrierte Benutzer werden zunächst übergangsweise in einer simplen Da-
tenstruktur (user_account) gespeichert, bis eine geeignetere Schnittstelle mit der
eScience-Plattform geschaffen wird. Bezeichnungen für die im vorherigen Absatz er-
wähnten projektbezogenen Schemata hinterlegt der Server in einer eigenen Tabelle
(user_projekt) mit der Benutzer- und Projektbezeichnung für die Zuordnung.
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Abbildung 5.7: Datenbankschema eSystems_user_management zur Verwaltung registrierter Benut-
zer (user_account) und der Benutzerprojekte (user_project)
5.5 Funktionelle Komponenten
Der Client unterstützt eine Reihe von Funktionen (Erstellen von Projekten, Durchfüh-
ren von Importen, etc.), die serverseitig ausgeführt bzw. bearbeitet werden. Einige
notwendige Hintergrundprozesse sind vom Client nicht einsehbar. In der Regel erhält
dieser jedoch bei zeitintensiven Aufgaben einen Wartedialog, um eine andauernde
Aktion zu verdeutlichen. Nachfolgend werden diese Prozesse näher beschrieben.
5.5.1 Verwaltung der Benutzer
Bisher existiert eine vorläufige Benutzerverwaltung in On2V ers, da diese zu einem
späteren Zeitpunkt an die Nutzerverwaltung der eScience-Plattform angeschlossen
werden soll. Durch die Angabe von Benutzername und Passwort an den im Client
dafür vorgesehenen Steuerelementen und der Bestätigung mittels ”Registrieren” wird
die RPC-Funktion registerUser gestartet. Das Passwort ist durch den Datentyp
auf 45 Zeichen begrenzt und muss mindestens sechs Zeichen lang sein. Der Benut-
zername muss mindestens drei Zeichen beinhalten. Sind alle Voraussetzungen erfüllt,
erstellt der UserManager einen Eintrag in der user_account Tabelle. Loggt sich
ein Benutzer mit den registrierten Daten ein, wird die Prozedur loginUser gestartet.
Der UserManager prüft wiederum die Gültigkeit der angegebenen Daten durch eine
SQL-Abfrage. Sind die Anmeldedaten valide, erstellt der Server eine standardisierte
Web-Session (Identifikationsschlüssel des Clients zur Vermeidung einer wiederholten
Anmeldung innerhalb der Gültigkeit) mittels Java, die 30 Minuten nutzbar ist.
Die Session wird zusätzlich in einer Liste im SessionManager in Verbindung mit
dem Benutzernamen hinterlegt, um Objektzuordnungen für andere Funktionen zu
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ermöglichen. Ein Beispiel dafür ist das erneute Laden der Seite nach erfolgreicher
Anmeldung. Der Client ruft die Funktion checkLogin auf, welche die Session-ID
prüft, und den damit verbundenen Benutzernamen zur Anzeige zurück an den Client
sendet.
5.5.2 Verwaltung von Projekten
On2V ers verwendet die Projekte der Benutzer zur Strukturierung aller Benutzerda-
ten, wie zum Beispiel Ontologien oder Ontologieversionen. Unter dem Menüpunkt
”Projects” stehen folgende Funktionen zur Verfügung:
Projekt anlegen
Das Anlegen eines Projekts wird am Client durch den RPC createProject initiiert.
Nach der Prüfung der Bezeichnung und einer Duplikatabfrage auf der Datenbank
(zur Vermeidung identischer Projekte) durch den Server erstellt dieser ein GOMMA-
Repositoriy. Der Vorgang ist in vier Phasen unterteilt:
• Erstellen eines neuen Datenbankschemas eSystems_Benutzer_Projekt
mit dem Namen des Benutzers und der Bezeichnung des zu erstellenden Pro-
jektes
• Anlegen der Tabellen, Indizes, und Verweise des Repositories
• Einfügen der initialen Tabelleneinträge (Konstanten)
• Eintragen von Benutzername, Projektname und Repository-Bezeichnung in die
Referenztabelle user_project
Im Falle eines Fehlers in einem der vier Vorgänge werden alle ausstehenden Aufga-
ben ausgesetzt. Der Server löscht daraufhin ein eventuell bereits angelegtes Daten-
bankschema und gibt dem Client eine Fehlermeldung mit der entsprechenden Ursa-
che zurück.
Projekt auswählen
Für jedes vom Benutzer erstellte Projekt wird ein GOMMA-Repository am Server er-
zeugt. Um Importe oder Abfragen auf diesen Strukturen durchführen zu können, muss
erst eine entsprechende GOMMA-Instanz auf dieser Basis initialisiert werden. Da die
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Initialisierung aller Repositories unperformant wäre und zudem nur ein projektspezi-
fisches benötigt wird, löst die Auswahl eines Projektes am Client eine serverseitige
Initialisierung des dazugehörigen Repositories aus. In Hinsicht auf die Mehrbenut-
zerumgebung von On2V ers können simultan Projekte verschiedener Benutzer aktiv
sein, deren Instanzen verwaltet werden müssen. Der SessionManager speichert
hierfür pro Benutzer eine aktive GOMMA-Instanz. Die Auswahl eines neuen Projektes
überschreibt somit den vorherigen Eintrag am Server. Am Client bewirkt die Auswahl
des Projektes zudem die Aktivierung aller projektbezogenen Funktionen, wie zum
Beispiel Ontologieimport, Statistikbetrachtung oder Evolutionsanalysen.
Projekt löschen
Es ist möglich, alle in einem Projekt gebundenen Ontologien durch Löschung des
entsprechenden Respositories zu entfernen. Am Client kann der Benutzer dies durch
Verwendung des entsprechenden Steuerelementes in der Projektliste bestätigen. Die
RPC-Funktion deleteProject wird anschließend am Server aufgerufen, welche
zunächst den Referenzeintrag für das Projekt in der Tabelle user_project ent-
fernt und anschließend das eigentliche Datenbankschema inklusive der enthaltenen
Ontologiedaten löscht.
5.5.3 Importieren von Ontologieversionen
Das Importieren einer Ontologie (um sie mit On2V ers nutzen zu können) ist an ei-
ne Reihe von Bedingungen geknüpft. Die Importfunktion ist generell erst nach Aus-
wahl eines (vorher angelegten) Projektes unter dem Menüpunkt ”Imports” verfügbar.
Es lassen sich im Anschluss pro Vorgang beliebig viele Ontologieversionen (mindes-
tens eine) bezüglich einer Ontologie importieren. Der Benutzer kann entscheiden, ob
die Versionen in eine vorhandene oder neue Ontologie angefügt werden soll. Der
Client stellt bereits importierte Ontologien in einer Liste dar, welche mittels RPC
getExistingSources abgefragt werden. Die Listeneinträge kann der Benutzer
als zu verwendende Ontologie auswählen. Alternativ kann eine neue Ontologie mittels
Angabe einer Bezeichnung (zum Beispiel ”GeneOntology”) und des dazugehörigen
Objekttyps (zum Beispiel ”Component”), welcher den Bereich der Ontologie näher
beschreibt, importiert werden. Nach Auswahl oder Definition der Ontologie muss der
Nutzer die Ontologiesprache bzw. das Dateiformat und die Art der Datenübertragung
wählen. Die derzeit unterstützten Formate sind OBO und OWL. Die Ontologiedaten
können direkt vom Rechner durch Hochladen der Dateien zum Server (Upload) über-
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tragen werden. Sollten die Daten online und öffentlich verfügbar sein, ist die Angabe
einer URL ebenfalls möglich. Der Server lädt diese beim Importvorgang herunter.
Nach Auswahl aller Basisparameter und Eingabe der Versionsanzahl sind Angaben
zu jeder einzelnen Ontologieversion erforderlich. Dazu gehören der Speicherort der
Datenquelle (Dateiauswahl oder URL), die Versionsbezeichnung (zum Beispiel ”1.0”)
und der Zeitstempel zur Einordnung (üblicherweise Zeitpunkt der Veröffentlichung).
Sind alle Angaben (syntaktisch) gültig, nachdem der Benutzer das Formular bestä-
tigt hat, startet der Client die RPC-Funktion importSource (neue Ontologie) oder
importInExistingSource (vorhandene Ontologie). Der Server bereitet im An-
schluss den Import der Ontologieversionen vor, indem die Ontologiedaten und Pa-
rameter in einer Instanz vom Typ SourceVersionImporter hinterlegt werden.
Die GOMMA-Infrastruktur führt nach Abschluss der Vorbereitungen den eigentlichen
Import durch. Die Ontologien werden geparst und in ein für das interne Repository-
Schema kompatibles Format transformiert. Nach Abschluss des Vorgangs werden die
entsprechenden Tabellen im Repository mit den Informationen aus den Ontologie-
daten beschrieben. In Vorbereitung auf eine statistische Auswertung werden zudem
wichtige Komponenten, wie Konzepte und Beziehungen, gezählt.
5.5.4 Darstellung von Statistiken
On2V ers erstellt grundlegende Statistiken über alle importierten Ontologieversionen.
Zu diesem Zeitpunkt werden bei der Analyse der Daten nur die Anzahl der Konzepte
und die Anzahl der Beziehungen zwischen den Konzepten betrachtet, welche beim
Ontologieimport erfasst wurden. Unter dem Menüpunkt ”Statistics” erhält der Benut-
zer zunächst eine Liste von Ontologien (gleiche Darstellung wie beim Import, durch
RPC getExistingSources bereitgestellt). Wird eine Ontologie unter Verwendung
des entsprechenden Steuerelements aufgeklappt, erscheinen zugehörige Ontologie-
versionen, inklusive der Anzahl von Konzepten und Beziehungen. Wählt der Benutzer
hingegen das Steuerelement der Ontologie direkt aus, erstellt der Server ein Lini-
endiagramm auf Basis der Ontologiedaten. Der Vorgang wird durch den RPC von
getChartsForSourceStats initiiert. Die Serviceklasse am Server leitet die An-
frage an den ChartHandler weiter, der Diagramme auf Basis der Google-Chart-
API [21] herstellt. Als Datengrundlage dienen ebenfalls die Anzahl der Konzepte und
Beziehungen aller Ontologieversionen der jeweils ausgewählten Ontologie.
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Die Konstruktion der eigentlichen Chart-Visualisierung (Grafik) erfolgt nicht auf dem
Server. Das Prinzip der Google-Chart-API beinhaltet die Übertragung der Daten und
Visualisierungsparameter über eine Web-Anfrage an einen Google-Server und die
Rückgabe des eigentlichen Bildes als Antwort. Insofern erstellt der On2V ers-Server
nur die Chart-URL und sendet diese zur Darstellung zurück an den Client.
Die Basis-URL jedes Charts ist http://chart.googleapis.com/chart. Alle
weiteren Daten und visuelle Elemente werden als Parameter an die Adresse ange-
hängt. Die folgende Aufzählung beschreibt alle Parameter zur Konstruktion der Ab-
bildung 5.8, welche den zeitlichen Verlauf der ”Sequence Ontology” (Version 1.1 bis
1.329) über die Anzahl der Konzepte und Beziehungen zeigt.
• chxt=x,y: Legt die zwei sichtbaren Achsen x und y fest.
• chs=600x400: Definiert die Größe des Charts auf 600x400 Pixel.
• cht=lc: Beschreibt den Typ des Charts als Liniendiagramm.
• chco=3072F3,FF0000: Die Farben der Datenpunkte und Verbundlinien wer-
den auf blau und rot festgelegt (je nach Reihenfolge der Datensätze).
• chxr=A,0,X: Setzt die Untergrenze der Achse A (0,1,..) auf 0 und die Ober-
grenze auf einen Wert X, welcher der Maximalwert nach Auswertung der bei-
den Datenreihen ist.
• chds=0,X: Legt die Skalierung der Datenreihen (Hintereinander durch Komma
getrennt) auf einen Bereich zwischen 0 und X fest, wobei X der Maximalwert
nach Auswertung der beiden Datenreihen ist. Die Datenreihe mit niedrigeren
Werten wird entsprechend skaliert, da die Datenpunkte keiner expliziten Achse
zugewiesen werden.
• chxl=A:|: Listet für eine Achse A (0,1,..) alle Achsenbeschriftungen hinter-
einander durch ”|” getrennt auf (Bezeichnungen der Ontologieversionen).
• chd=t:: Führt alle Datenpunkte durch Komma getrennt für eine Datenreihe
auf. Weitere Datenreihen werden am Ende durch ”|” getrennt angehängt.
• chdl=Number+Of+Concepts|Number+Of+Relationships: Legt die
Bezeichnungen der Datenreihen fest (durch ”|” getrennt).
• chdlp=b: Beschreibt die Positionierung der Datenreihenbeschriftung.
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• chls=2,4,0|2,4,0: Definiert für jede Datenreihe (durch ”|” getrennt) die Li-
niendicke, Segmentlänge und Leersegmentlänge.
• chma=5,5,5,25: Legt die Außenabstände Links, Rechts, Oben und Unten
fest.
• chtt=: Setzt den Titel der Grafik auf den der ausgewählten Ontologie.
Abbildung 5.8: Betrachtung der Versionen der ”Sequence Ontology” in einem Diagramm bezogen auf
die Anzahl der Konzepte und Beziehungen
Neben der Darstellung einzelner Ontologieverläufe hat der Benutzer auch die Mög-
lichkeit, sich zwei Ontologien über ein compare-Steuerelement in einem Chart ver-
gleichend anzeigen zu lassen (Abb. 5.9). Hierzu werden im ChartHandler nur ei-
nige Parameter geändert. Die Grafik erhält zwei weitere Achsen (unten - für die Be-
schriftung der Versionsnummern der zweiten Datenreihe; rechts - für die Werte der
zweiten Datenreihe). Alle Datenpunkte und Beschriftungen werden in die vorgesehe-
nen Parameter eingetragen, wobei zu beachten ist, dass die Skalierung der Datenrei-
he der zweiten Ontologie auf den maximalen Datenwert in Bezug auf alle Versionen
gesetzt ist. Die Zuordnung der Linien in Bezug auf die jeweilige Ontologie wird durch
unterschiedliche Farben und Liniensegmentierungen hergestellt (Ontologie 1: blau,
durchgängige Linien; Ontologie 2: grün, segmentierte Linien).
5.5 Funktionelle Komponenten 58
Abbildung 5.9: Vergleichende Betrachtung der Versionen der ”Sequence Ontology” und der ”Adult
Mouse Anatomy” in einem Diagramm bezogen auf die Anzahl der Konzepte und Be-
ziehungen
5.5.5 Evolutionsanalyse mittels CODEX und REx
CODEX (siehe Abschnitt 4.2.2) und REx (siehe Abschnitt 4.2.3) sind Werkzeuge zur
Evolutionsanalyse von Ontologien (insbesondere für den Bereich der Lebenswissen-
schaften). Sie wurden auf Basis von GOMMA entwickelt und können die Daten aus ei-
nem GOMMA-Repository nutzen, um darauf aufbauend umfangreiche Berechnungen
und Auswertungen durchzuführen. Standardmäßig ist neben den vielfältigen Einga-
bemethoden in CODEX nur die Verwendung des OnEX-Repositories vorgesehen. Ei-
ne weitere Instanz der Applikationen wurde dementsprechend verändert, sodass sie
dynamische Verbindungen zu den projektspezifischen Repositories herstellt. Die für
den Zugriff notwendigen Informationen wurden durch HTTP-GET-Parameter übermit-
telt. Alle anderen Eingabemethoden wurden zum Zweck der Anwendungsoptimierung
entfernt. Die folgende Auflistung erläutert den Aufbau der URL und die Bedeutung der
Parameter anhand eines CODEX-Aufrufs.
• http://dbserv2.informatik.uni-leipzig.de:8080/ - Server
• CODEX_ON2VERS/ - Name der Applikation
• ?fromOn2Vers=True - Entscheidungsparameter zur Verwendung von Repo-
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sitories aus der On2V ers-Datenbank
• &ontology=AnatomicalEntity@AdultMouseAnatomyOntology -
Name und Typ der Ontologie
• &oldVersion=2005-08-10 - Datum der ersten Ontologie (Identifikator)
• &newVersion=2005-10-12 - Datum der zweiten Ontologie (Identifikator)
• &repository=eSystems_username_LifeSciences - Bezeichnung des
Repositories
Die eigentliche URL stellt der Client zusammen, nachdem der Benutzer die Ontolo-
gie und die dazugehörigen Versionen ausgewählt hat. Die benötigten Ontologieinfor-
mationen werden vorher durch die RPC-Funktion getExistingSources bereitge-
stellt. Konstante Werte, wie die Serveradresse und den Applikationsnamen, erhält der
Client aus den globalen Variablen (SharedGlobals). Der Repository-Name wird
dynamisch aus dem Benutzernamen, dem Projektnamen und dem ebenfalls in den
globalen Variablen vorzufindenden Präfix zusammengestellt. Nach dem Öffnen der
URL wird CODEX als externe Applikation geöffnet und führt alle weiteren Berechnun-
gen bzw. Auswertungen durch. Der URL-Aufbau zum Aufrufen der REx-Applikation
ist grundlegend gleich, wobei REx Analysen auf Grundlage aller Versionen des Inter-
valls von oldVersion bis newVersion durchführt. On2V ers läuft parallel zu den
beiden Systemen und kann wie gewohnt genutzt werden (keine Blockierungen).
5.6 Fehlerbehandlung und Logging
Anwendungen werden selten fehlerfrei implementiert. Auch mit großer Sorgfalt entste-
hen oft unerwartete Szenarien die ein fehlerhaftes Verhalten im System verursachen.
On2V ers unterscheidet zwei Arten von Fehlern:
1) Systemfehler, die durch unerwartete oder unvorhergesehene Handlungen, Abläufe
oder Restriktionen verursacht werden.
2) Anwendungsfehler, die durch falsche Verwendung der Applikation auftreten.
Fehler der Kategorie (1) sind kritisch zu betrachten, da sie oft einen Abbruch der er-
warteten Funktion mit sich bringen. Bei der Interaktion zwischen Client und Server
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nutzt GWT in Zusammenhang mit einem RPC eine nach Status getrennte Antwortbe-




public void onFailure(Throwable caught)
{
// Show the RPC error message to the user
MessageBox.show(caught.getMessage());
}
public void onSuccess(String result)
{




Der erste Fall onFailure wird ausgelöst, wenn auf der Serverseite eine unbehan-
delte Ausnahmesituation (unhandled exception) auftritt. Throwable enthält die Feh-
lernachricht und Fehlerspur. Die Nachricht beinhaltet jedoch nur wenige Hinweise auf
den eigentlichen Fehler (Abb. 5.10), da aus sicherheitstechnischer Sicht serverseitige
Informationen nicht zum Client übertragen werden.
Abbildung 5.10: GWT Fehlerspur am Client nach einem fehlgeschlagenen RPC
Mit größerem Aufwand lässt sich über einen RemoteLogger eine Fehlerbehandlung
am Client realisieren. Grundsätzlich ist jedoch ein solches Verfahren nicht oder nur zu
Entwicklungszwecken ratsam, da Fehlerbehandlung und Logging zu den Aufgaben
des Servers zählen. On2V ers behandelt onFailure-Vorfälle, indem dem Benut-
zer eine allgemeine Fehlernachricht und die dazugehörige Stelle im Aufruf angezeigt
werden. Da der Benutzer diese Art von Fehlern nicht selbst beheben kann, besteht
lediglich die Möglichkeit der Kontaktaufnahme mit den Verantwortlichen der Webseite
unter Angabe des Problems.
Fehler vom Typ (2) sind grundsätzlich leichter vorherzusehen, wie zum Beispiel die
Eingabe falscher Anmeldedaten oder die Wahl eines nicht unterstützten Formats.
Syntaxabhängige Daten sind unter anderem am Client vor der Übermittlung an den
Server prüfbar, um den Kommunikationsaufwand zu vereinfachen.
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Für eine Antwort- und Fehlerverwaltung (Typ-2-Fehler) am Server wurde die generi-
sche Datenstruktur ResponseObject<T> entwickelt. Sie wird für jede RPC-Server-
antwort verwendet und beinhaltet folgende Komponenten:
• Den resultierenden Status des Aufrufs, der die Werte ”SUCCESS” (erfolgreich
bearbeitet), ”FAIL” (Fehler aufgetreten) und ”NO_RESULT” (keine Bearbeitung
möglich, zum Beispiel keine Session vorhanden) annehmen kann
• Eine Liste von Nachrichten, die bei der Verarbeitung am Server angefügt wer-
den können (zum Beispiel Fehlermeldung oder Fehlerbeschreibung)
• Das generische Rückgabeobjekt, das für jede Funktion unterschiedlich sein
kann (zum Beispiel SessionID→ Zeichenkette oder SimpleSource→ On-
tologiestruktur)
Mit dieser Struktur kann der Client vor der Antwortbearbeitung über die Methoden
isSucceeded() und isFailed() den Status feststellen und gegebenenfalls Feh-
lermeldungen ausgeben.
Um eine bessere Nachvollziehbarkeit aller Vorgänge auf On2V ers zu gewährleisten,
wurden jeweils Loggingmechanismen auf der Client- bzw. Serverseite implementiert.
Das Clientlogging dient primär einer detaillierten Ablaufanalyse in Verbindung mit zu-
sätzlichen Hintergrundinformationen (Abb. 5.11). Es werden je nach Notwendigkeit
Abbildung 5.11: Clientlog-Fenster mit beispielhaften Benutzerablauf
der Situation sechs verschiedene Log-Klassen unterschieden: ”TRACE”, ”DEBUG”,
”INFO”, ”WARN”, ”ERROR” und ”FATAL”. Bei einer konsequenten Umsetzung des
Loggings besitzen die ”TRACE”- und ”DEBUG”-Anzeigen sehr viele, ungefilterte Ar-
beitsschritte, während ”ERROR” und ”FATAL” nach Möglichkeit nur nach Relevanz ge-
filterte Informationen beinhalten sollten. Im Fehlerfall werden durch folgenden Code
eine Benutzernachricht und im Clientlog die in Abbildung 5.10 dargestellten Fehler-
spuren angezeigt.
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public void onFailure(Throwable caught)
{
Dialog.showDialog("Error", "Something went wrong");
Log.fatal("functionTest() onFailure()", caught);
}
Serverseitiges Logging arbeitet auf der gleichen Grundlage wie das clientseitige mit
dem Unterschied des Anwendungsbereiches und der Ausgabe. Es kann hierbei in
allen Prozessen des Servers geloggt werden. Je nach Webserver speichert dieser die
Meldungen in einer speziellen Datei zur nachträglichen Auswertung, wie zum Beispiel
die Datei catalina-Datum.log in Apache Tomcat17.
17https://tomcat.apache.org/
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6 Auswertung anhand von
Beispielszenarien
In diesem Kapitel wird die Webapplikation von On2V ers vorgestellt. Der erste Teil
beinhaltet den Aufbau und die Konfiguration der Laufzeitumgebung. Im zweiten Teil
werden Szenarien für Anwendungsbeispiele in On2V ers beschrieben und dargestellt.
6.1 Setup und Konfiguration
GWT ermöglicht grundsätzlich eine einfache Installation der entwickelten Webappli-
kation auf gängigen Webservern. Nach dem Kompilieren des Quellcodes erstellt GWT
im Hauptverzeichnis einen Ordner, welcher die Struktur des darin verwendeten Datei-
formats WAR für Webanwendung nach der Java-Servlet-Spezifikation [22] verwendet.
Das folgende Schema zeigt den typischen Aufbau einer solchen Struktur am Beispiel






Darin sind alle Java-Klassen (/classes), genutzte Java-Archive (/lib) und Res-
sourcen (/resources), wie Bilder oder CSS, enthalten. Die web.xml dient zur
standardisierten Definition von Servlets, der Einstiegsseite und anderen Eigenschaf-
ten der Webapplikation.
Als Webserver wurde entsprechend der Anforderung Apache Tomcat18 gewählt. Die
Installation der Applikation erfolgt durch Kopieren des durch GWT erstellten WAR-
Ordners in das Verzeichnis des Tomcat-Servers ../tomcat/webapps. Zur Inte-
grierung der Applikation muss Tomcat anschließend neu gestartet werden. Der Name
des Ordners entspricht zur Laufzeit des Webservers dem Namen der Applikation.
Wie bereits im Abschnitt 5.4 erwähnt, benötigt On2V ers eine Anbindung an eine re-
lationale Datenbank. Da GOMMA Benutzerrepositories auf Basis der MySQL-Syntax
18https://tomcat.apache.org/
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erstellt, wurde eine MySQL-Datenbankinstanz eingerichtet. Zur ersten Inbetriebnah-
me benötigt die Datenbank das initiale Schema eSystems_user_management
mit den Tabellen user_account für die Benutzerverwaltung und user_project
für die Projektzuordnung. Die notwendige Konfiguration lässt sich durch die SQL-
Datei initial_schema.sql oder durch das einmalige Setzen der internen Va-
riable DO_INITIAL_SETUP in den Globals herstellen (auf true setzen, starten,
beenden, auf false zurückstellen).
6.2 Navigation auf der Startseite und
Benutzerregistrierung
Abbildung 6.1 zeigt die Oberfläche von On2V ers . Die Applikation ist unter der Web-
adresse http://dbserv2.informatik.uni-leipzig.de:8080/on2vers
verfügbar.
Abbildung 6.1: Startseite von On2V ers mit einführendem Text
Die Startseite zeigt zunächst einen einleitenden Inhalt. Darin werden On2V ers, die
Verwendungsmöglichkeiten der Applikation und der Funktionsumfang kurz erläutert.
Im oberen Bereich der Seite befinden sich die Steuerelemente zur Registrierung und
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zum Anmelden am Server. Die Benutzeranmeldung ist ein wesentlicher Bestandteil
der Funktionalität und Voraussetzung zur Nutzung aller tieferen Funktionen. Die bei-
den Textfelder dienen der Eingabe von Benutzername und Passwort, welche durch
betätigen von ”Register” am Server hinterlegt werden (Abb. 6.2).
Abbildung 6.2: Registrieren eines Benutzers in On2V ers
6.3 Anlegen und Auswahl eines Projektes
Nach der Betätigung des ”Login”-Feldes mit gültigen Anmeldeinformationen wird der
Benutzer zum Projektabschnitt weitergeleitet. Bei der ersten Nutzung von On2V ers
sind noch keine Projekte in der entsprechenden Auflistung vorhanden. Diese können
durch Angabe einer Bezeichnung und anschließender Bestätigung mittels ”Create
Project” angelegt werden (Abb. 6.3). Durch eine Vielzahl von Serverprozessen kann
dieser Vorgang einige Sekunden in Anspruch nehmen. Zu diesem Zweck werden ak-
tuelle Arbeitsschritte des Server, wie zum Beispiel ”Creating Repository”, über einen
Wartedialog präsentiert. Nach Abschluss des Erstellungsprozesses und in jedem spä-
terem Aufruf der Projektseite ist die Projektbezeichnung in der Liste und links im Menü
eingetragen (Abb. 6.4). Für den weiteren Workflow muss ein Projekt als Arbeitsraum
gewählt werden. Dies geschieht durch einfache Auswahl eines Projektes aus der Lis-
te oder dem Menü. Der aktuelle Arbeitsraum ist in der Überschrift jedes Bereichs,
gekennzeichnet durch ” BEREICH←→Workspace: PROJEKT”, vermerkt.
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Abbildung 6.3: Erstellen eines Projektes in On2V ers
Abbildung 6.4: Projektseite von On2V ers mit der Liste aller Projekte und dem ausgewählten Projekt
6.4 Importieren einer Ontologie
Mit der Wahl eines Arbeitsraumes sind alle Funktionen von On2V ers verfügbar. Un-
ter dem Menüpunkt ”Imports” können Ontologieversionen in das ausgewählte Projekt
importiert werden. Beim erstmaligem Durchführen dieses Vorgangs muss zu den On-
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tologieversionen eine Ontologie mit einer Quellbezeichnung und einem Objekttyp er-
stellt werden (Abb. 6.5). Bei folgenden Importen lassen sich Ontologien aus der Liste
im linken Abschnitt als Importgrundlage wählen. Neben der Ontologie sind Angaben
zum Ontologieformat, zur Art der Datenübertragung, zur Anzahl der Versionen und
Detailangaben zu den einzelnen Versionen nötig.
Abbildung 6.5: Importbereich von On2V ers mit Steuerelementen zur Definition der Ontologie und
beinhalteter Versionen
Nach Eingabe der Daten wird der Importprozess mittels ”Submit” gestartet. Je nach
Größe der einzubindenden Ontologieversionen kann der Vorgang unter Umständen
mehrere Stunden dauern. Ein Grund dafür ist die Ontologiegröße. Beispielsweise be-
sitzt die Ontologie NCI Thesaurus19 über 100.000 Konzepte. GOMMA benötigt Zeit
zur Diff-Berechnung zwischen den einzelnen Versionen, um eine effiziente Versionie-
rung und schnelle Abfragen zu ermöglichen. Die Applikation zeigt währenddessen
den aktuellen Serverstatus des Vorgangs in einem Wartedialog an (Abb. 6.6).
Abbildung 6.6: Gestarteter Ontologieimport mit Anzeige des aktuellen Status im Wartedialog
19http://bioportal.bioontology.org/ontologies/NCIT
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Nach Abschluss des Vorgangs werden die Ontologieversionen in einer Listenstruktur
auf der linken Seite eingetragen (Abb. 6.7). Die Einträge können zum Zweck eines
neuen Imports ausgewählt werden, um Versionen einer vorhandenen Ontologie hin-
zuzufügen.
Abbildung 6.7: Importsicht von On2V ers nach erfolgreichem Ontologieimport mit einem neuen Ein-
trag in der Liste vorhandener Ontologien im linken Bereich
6.5 Erstellen von Charts anhand importierter
Ontologieversionen
Im Bereich ”Charts” erstellt On2V ers statistische Grafiken von bereits importierten
Ontologieversionen. Dazu wählt der Benutzer eine Ontologie aus der Liste aus, wor-
aufhin die Grafik im rechten Bereich dargestellt wird (Abb. 6.8). Das Diagramm bein-
haltet den Verlauf aller in einer Ontologie befindlichen Versionen (X-Achse) in Relation
zur Anzahl der Konzepten und Beziehungen (Y-Achse auf separierten Datenreihen:
blau - Konzepte, rot - Beziehungen). Das Diagramm zeigt die Entwicklung der Adult
Mouse Anatomy von der Version 1.1 bis zur 1.210. Die Anzahl der Konzepte ist um
den Faktor 1.25 von 2416 auf 3020 gestiegen. Die Anzahl der Beziehungen hat sich
von 2939 auf 3827 erhöht (Faktor 1.3). Neben dieser Diagrammform ist On2V ers im-
stande, kombinierte, vergleichende Charts aus jeweils zwei Ontologien zu erstellen.
Diese enthalten vier Datenreihen (jeweils zwei pro Ontologie für Konzepte und Be-
6.5 Erstellen von Charts anhand importierter Ontologieversionen 69
ziehungen), welche farblich und strukturell der jeweiligen Ontologie zugehörig sind
(blau, durchgängig - Ontologie 1; grün, gestrichelt - Ontologie 2). Eine weitere Ach-
se (rechts) dient als Skala für die Datenreihen der zweiten Ontologie. Die Abbildung
6.9 zeigt einen vergleichenden Chart mit den Ontologien Adult Mouse Anatomy und
Sequence Ontology.
Abbildung 6.8: Darstellung von Charts in On2V ers mit Daten aus jeweils einer importierten Ontologie
Abbildung 6.9: Darstellung von vergleichenden Charts in On2V ers mit Daten aus zwei importierten
Ontologien
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6.6 Verwendung von CODEX mit
Ontologieversionen aus On2V ers
On2V ers ermöglicht die Durchführung von Evolutionsanalysen mittels CODEX auf
der Basis importierter Ontologieversionen. Da dieser Vorgang auf einer externen Ap-
plikation durchgeführt wird, wählt der Benutzer in On2V ers lediglich die zwei Ontolo-
gieversionen aus, die miteinander verglichen werden sollen (Abb. 6.10).
Abbildung 6.10: Vorbereitungsbereich für CODEX in On2V ers zur Auswahl der zu vergleichenden
Ontologieversionen
Nach der Bestätigung durch den Benutzer mittels ”Submit” wird CODEX in einem neu-
en Fenster geöffnet. Die Applikation startet nach einer kurzen Initialisierung den ei-
gentlichen Analysevorgang (Abb. 6.11). Das Ergebnis der Analyse ist nach Abschluss
der Berechnungen durch unterschiedliche Visualisierungsformen und Navigatoren in
Abbildung 6.12 dargestellt. Die dargestellten Analysedaten beziehen sich auf eine
Diff-Berechnung der Adult Mouse Anatomy mit den Versionen 1.1 und 1.150. Das
Tortendiagramm zeigt zum Beispiel die Ergebnisse des kompakten Diffs, worin fast
die Hälfte der Änderungsoperationen aus move und chgAttV alue (Änderungen ei-
nes Attributwerts) bestehen.
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Abbildung 6.11: CODEX-Applikation mit gestarteter Analyse zum Vergleich zweier Ontologieversio-
nen
Abbildung 6.12: Auswertungsbereich der CODEX-Applikation nach Beendeter Analyse
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6.7 Verwendung von REx mit
Ontologieversionen aus On2V ers
Neben CODEX sind Evolutionsanalysen bezüglich einer Analyse der Ontologieregio-
nen durch die REx-Applikation mit den in On2V ers importierten Ontologien durch-
führbar. Dazu wählt der Benutzer in On2V ers wiederum die entsprechende Ontologie
und das zu analysierende Versionsintervall aus (Abb. 6.13). Der Benutzer bestätigt
anschließend seine Eingabe mit ”Submit”, worauf REx in einem neuen Browserfens-
ter gestartet wird und entsprechende Berechnungen auf Grundlage der übergebe-
nen Parameter durchführt (Abb. 6.14). REx nutzt für die Analyse alle verfügbaren
Versionen, die der Benutzer als Intervall in On2V ers angegeben hat. Nach erfolg-
reicher Berechnung stellt die Applikation alle Ergebnisse in interaktiven Navigations-
und Suchelementen bereit (Abb. 6.15). Stark veränderte (instabile) Bereiche sind rot
dargestellt, währenddessen unveränderte (stabile) grün markiert sind. Dazwischen
existieren Abstufungen, die zum Beispiel gelb oder orange gekennzeichnet sind.
Abbildung 6.13: Vorbereitungsbereich für REx in On2V ers zur Auswahl der Ontologie mit Start- und
Endversion
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Abbildung 6.14: REx-Applikation mit gestarteter Analyse zur Berechnung der Ontologieregionen
Abbildung 6.15: Auswertungsbereich der REx-Applikation nach Beendeter Analyse
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7 Zusammenfassung
Ontologien unterliegen aufgrund anhaltender Forschungen und neuen Trends häufig
Änderungen. Evolutionsanalysen auf Basis der Ontologieversionen können oft Rück-
schlüsse auf durchgeführte Änderungen geben oder eine tendenzielle Entwicklung
verdeutlichen. Eine effektive und zeitgemäße Durchführung dieser Analysen setzt ent-
sprechende Speicher- und Verwaltungsstrukturen voraus.
Die vorliegende Arbeit beschäftigte sich mit der Realisierung einer Plattform zur effek-
tiven Versionierung von Ontologien und deren Versionen. Zu diesem Zweck wurde auf
Grundlage des vorgestellten Konzeptes die Webapplikation On2V ers implementiert.
Zunächst wurde ein genereller Überblick über verwandte Ontologie-Versionierungs-
systeme gegeben. Dabei wurden Vor- und Nachteile dieser Systeme diskutiert. Im
Rahmen dieser Arbeit wurde ein Konzept für eine Webapplikation entwickelt, das
sowohl eine effiziente Versionierung als auch Möglichkeiten zur Evolutionsanalyse
von Ontologien miteinander verbinden sollte. Die funktionelle Basis lieferten die drei
etablierten Systeme GOMMA (Infrastruktur für die Versionierung von Ontologien),
CODEX (semantische Analyse von zwei Ontologieversionen) und REx (Analyse von
Ontologieregionen über einen Versionszeitraum). Da die GOMMA-Infrastruktur bisher
keine grafische Benutzeroberfläche besitzt und CODEX und REx nicht auf Grundlage
individueller Benutzer-Repositories arbeiten, ist On2V ers eine effektive Schnittstelle
zwischen diesen Systemen. Die Webapplikation erlaubt einen parallelen Mehrbenut-
zerbetrieb, wobei jeder Benutzer zur Verwendung aller Funktionen ein zuvor erstell-
tes Konto benötigt. Asynchrone Funktionsaufrufe am Server bieten den Benutzern
zusätzliche Flexibilität, insbesondere durch die Darstellung aktueller Serverprozesse
am Client, und die Vermeidung von Blockierungen, wodurch der Benutzer zu jeder
Zeit Kontrolle über die Oberfläche besitzt.
On2V ers bietet die Möglichkeit, Benutzerontologien zu versionieren. Zum Zweck der
Übersicht und der internen Strukturierung kann der Benutzer Projekte anlegen, zu
denen Ontologien zugeordnet werden. Der Importbereich dient zur Übertragung von
Ontologieversionen an den Server über einen Datei-Upload oder durch Angabe einer
URL. Die Ontologiedaten werden am Server aufbereitet, umgewandelt und in einem
neuen Format in einem Repository gespeichert. Der Vorteil dieser Methode liegt in
einer weitestgehend redundanzfreien, speichereffizienten Datenhaltung. Jedoch ist
es dem Benutzer nicht möglich, die ursprünglichen Daten wiederum aus der Daten-
bank zu extrahieren. Für einen statistischen Überblick stehen Chart-Diagramme zu
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jeder importierten Ontologie zur Verfügung. Diese zeigen einen allgemeinen zeitli-
chen Verlauf aller Versionen in Bezug auf die Anzahl der Konzepte und Beziehungen.
Die Grafiken geben unter anderem einen ersten Eindruck zum Wachstum der Onto-
logien.
Das Analysewerkzeug CODEX liefert auf Basis importierter Ontologien eine detail-
lierte Auswertung aller strukturellen und semantischen Unterschiede zwischen zwei
Ontologieversionen der gleichen Ontologie. Diese Informationen können zum Ver-
ständnis der Ontologieentwicklung oder zur Anpassung abhängiger Daten genutzt
werden. REx misst hingegen die Intensitäten der Veränderungen zwischen gegebe-
nen Ontologieversionen und erstellt daraus eine interaktive Grafik. Die Interpretation
der Daten kann wichtige Informationen zu Forschungstrends liefern.
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Die in dieser Arbeit entwickelte Applikation arbeitet auf Grundlage der GOMMA-Infra-
struktur, die ein breites Spektrum an Funktionen aus dem Bereich Ontologiemanage-
ment, -vergleich, -evolution und -migration besitzt. Zum einen könnte der Funktions-
umfang und die Oberfläche von On2V ers erweitert bzw. verbessert werden und zum
anderen ist es denkbar, weitere Funktionen aus GOMMA in On2V ers zu integrieren.
Die Funktionalität kann um folgende beispielhafte Aspekte erweitert werden:
• Rekonstruktion und Export importierter Ontologieversionen: Eine flexibler
Zugang zu Ontologie-Basisdaten kann sinnvoll sein, wenn der Anwender eine
einheitliche Plattform zum Ontologiemanagement verwenden und diese Daten
zur Nutzung in anderen Zusammenhängen wiederum abrufen möchte.
• Durchführung von Änderungen an importierten Ontologieversionen: In der
aktuellen Version von On2V ers lässt sich eine einmal importierte Ontologie
nicht mehr bearbeiten oder entfernen. Wurde eine Version fälschlicherweise im-
portiert, muss das gesamte Projekt gelöscht und neu erstellt werden, um einen
konsistenten Zustand wiederherzustellen. Weitere Prozesse müssen für diese
Funktion implementiert werden.
• Migration von Ontologiemappings: Die in [23] vorgestellten Verfahren zur
Migration von Mappings sollen integriert werden, damit Nutzer Mappings, die
durch Ontologieänderungen beeinflusst wurden, aktualisieren können. Dabei
sollen auch Korrespondenzen zu neuen Konzepten unter Nutzung der GOMMA-
Match-Komponente erstellt werden.
• Erweiterung der unterstützten Formate: Benutzer können derzeit Ontologie-
versionen im Format OBO oder OWL in Verbindung mit On2V ers nutzen. Zur
Verbesserung der Kompatibilität könnten Methoden zur Auswertung gängiger
Formate wie RDF oder F-Logic implementiert werden.
• Programmierbare Schnittstelle: Ontologien können vom Benutzer über den
Importbereich zum Server übertragen werden. Bei einer kleinen Anzahl von
Versionen ist der Eingabeaufwand relativ gering. Besteht jedoch der Bedarf an
größeren Ontologieimporten, erhöht sich der benötigte Vorbereitungsaufwand.
Zudem steigt die Wahrscheinlichkeit von Eingabefehlern. Die Implementierung
eines SOAP-Webservices könnte Entwicklern eine programmierbare Schnitt-
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stelle auf RPC-Basis bieten, um Kernfunktionalitäten von On2V ers anzusteu-
ern.
• Schnittstelle zur eScience-Plattform: On2V ers soll in die eScience-Plattform
integriert werden. Es ist geplant, das Benutzermanagement im Zuge eines ein-
heitlichen Kontosystems mit der Nutzerverwaltung der eScience-Plattform zu
verknüpfen.
Durch die vielseitigen Einsatzgebiete der GOMMA-Infrastruktur lässt sich On2V ers
bezüglich der angebotenen Funktionalität stark erweitern. Weiterhin kann das Onto-
logiemanagement von On2V ers um Bereiche, wie Informations- und Datenaustausch
oder Metadatenverwaltung, ergänzt werden. Durch die zunehmende Verwendung von
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