Map building and localization are two of the most important topics in autonomous mobile robots.
INTRODUCTION
The presence of robots has been increasing in the recent past. They are used in many situations to make our work easier. The number of robots with different uses is wide.
At the beginning, robots were designed to replace people in dangerous work, however, they have started to be used in many others tasks which it would be very difficult for humans to carry out them without the robots assistance. Many robots are autonomous and therefore, they do not require the human help to run.
Moreover, if they are mobile and work in unstructured environments, they will need to collect some information from the surroundings in order to have a knowledge of the environment to be able to perform autonomously the tasks they have been designed for. To do this, they are equipped with different sensors that allow them to extract the information from the environment. There are a wide number of sensors types such as encoders, GPS, laser or vision sensors, etc. With this information, the robot will be able to rebuild the map of the environment, to locate itself and also it will be capable to know how to move around or how to arrive at a particular point.
One of the methods to rebuild the environment is through the use of the Point Cloud Data.
A point cloud is a set of data points in some coordinate system. In a three-dimensional coordinate system, these points are usually defined by X, Y, and Z coordinate. Point clouds may be created by 3D scanners.
These devices measure a large number of points on an object's surface, and often output a point cloud as a data file. The point cloud represents the set of points that the device has measured. The remainder of this paper is structured as follows. Section 2 shows the point cloud library. 
POINT CLOUD LIBRARY
Point Clouds are usually created by 3D scanners. These devices measure the distance between them and the surface of the objects, obtaining a large number of points. Those points are stored as a data file. Therefore, the point cloud is the set of the points collected by the scanner. As result, the point cloud is used for many purposes such as metrology, quality inspections, animation, medical applications... For robots to work in unstructured environments, they need to be able to perceive the world.
Over the past 20 years, we have come a long way, from simple range sensors based on sonar or IR providing a few bytes of information about the world, to ubiquitous cameras to laser scanners.
In the past few years, sensors like the Velodyne spinning LIDAR used in the DARPA Urban Challenge and the tilting laser scanner used on the PR2 have given us high-quality 3D representations of the world -point clouds. Unfortunately, these systems are expensive and therefore out of the reach of many robotics projects. Very recently, however, 3D sensors have become available.
For example, the Kinect sensor for the Microsoft XBox 360 game system, based on underlying technology from PrimeSense, can be purchased for under 150 e, and provides real time point clouds as well as 2D images. As a result, we can expect that most robots in the future will be able to see the world in 3D. Everything that is needed, is a mechanism for handling point clouds efficiently, and here is where the open source Point Cloud Library, PCL, comes in. PCL is fully integrated with ROS, the Robot Operating System, and has been already used in a variety of projects in the robotics community.
The Point Clouds Library (or PCL) is a large scale, open project [1] . PCL is implemented as C++ library. From an algorithmic perspective, PCL is meant to incorporate a multitude of 3D processing algorithms that operate on point cloud data, including: filtering, feature estimation, surface reconstruction, model fitting, segmentation, registration, etc. Therefore, a Point Cloud is a C++ class which contains the following fields:
• Width: It is an integer value that specifies the width of the point cloud in the number of points.
• Height: It is an integer value that specifies the height of the point cloud in the number of points.
• Points: It contains the data array where all the points of type PointT are stored. For example, for a cloud containing XYZ data, points contains a vector of pcl::PointXYZ elements.
Width and Height can have two different meanings. In organized datasets, Width and Height will define respectively the actual width and height of the point cloud. However, if it is an unorganized dataset, width will define the number of points which composes the point cloud and height will be one.
As we mentioned before, there are several different types of data which can be stored in a point cloud. Some remarkable types are the following:
• PointXYZ: It contains float members x, y, z.
• PointXYZI: It contains float members x, y, z and intensity.
• PointXYZRGB: It contains float members x, y, z and colour value RGB (also float).
• PointXY: It contains float members x, y.
• Normal: This structure represents the surface normal at a given point, and a measure of curvature.
• PointNormal: It contains float members x, y, z together with the surface normals and curvatures.
• PointXYZRGBNormal: It contains float members x, y, z, colour value RGB, together with the surface normals and curvatures.
In the following subsections, the tools available for point clouds will be presented. They are used in many applications and some of them will be very useful in the challenge of registration of surroundings.
I/O. The PCD (Point Cloud Data) file
Through the use of PCD files, it will be possible to manage the data obtained from sensor 
Spatial Data Structures
The Spatial data structures store data indexed by their spatial location, for instance, store points according to their location. Generally, cut up space with planes that separate regions.
1. Kd-tree and Octree: A k-d tree, or k-dimensional tree, is a data structure used in computer science for organizing some number of points in a space with k dimensions. It is a binary search tree with other constraints imposed on it. K-d trees are very useful for range and nearest neighbor searches. On the other hand, an octree is a tree-based data structure for managing sparse 3D data. Each internal node has exactly eight children. For our purposes, we will only deal with point clouds in three dimensions, so all of our trees will be three-dimensional. Each level of a tree splits all children along a specific dimension, using a hyperplane that is perpendicular to the corresponding axis. For instance, at the root, in the first dimension coordinate (X dimension), each child will be split: to the left-sub tree if the first dimension coordinate is less than the root, otherwise, to the right-sub tree. 
Filtering
In PCL we define filtering as the process that removes from the data some unwanted components. There exist many tools in PCL for filtering, the most remarkable are:
1. Filtering a PointCloud using a PassThrough filter: This tool performs a simple filtering along a specified dimension, that is, cut off values that are either inside or outside a given user range. This method lies in creating the PassThrough filter object, and set its parameters.
Downsampling a PointCloud using a Voxel-

Grid filter: This tool downsamples the point
cloud, that is, reduce the number of points from a point cloud dataset, using a voxelized 
THE PCL REGISTRATION TOOL
The consistent alignment problem is strongly related to the 3D registration. Point cloud registration is a recurring task for a number of appli- Following the modularization of Rusinkiewicz and Levoy [2] , the registration of two point clouds can be divided by the following steps:
• Selection: Sampling the input data.
• Matching: Estimating the correspondences between the points.
• Rejection: Filtering the correspondences to reduce the num-ber of outliers.
• Alignment: Assigning an error metric and minimizing it to find the optimal transformation. 
Estimation Keypoints
Given an input cloud, several choices are available to obtain salient and repeatable keypoints, enhancing the robustness of 3D registration schemes.The key is to extrapolate successful interest point detectors from the 2-D domain (i.e., images) to the 3D domain. This is the case of the popular Harris corner detector [3] . In the 3D extension of this criterion ("Harris3D"), the directio- 
Correspondence Estimation and Filtering
The simplest approach to establishing pointto-point cor-respondences between the extracted keypoints is to associate each descriptor on one cloud to its nearest neighbor in the descrip- 
Transformation estimation
Once outlier-free correspondences are reliably estimated, an absolute orientation algorithm is 
ITERATIVE REGISTRATION OF CLOSEST POINTS
Unlike the feature-based registration, iterative registration algorithms do not match salient feature descriptors to find correspondences be- 
Selection-Sampling Representative Subsets
Point clouds can become quite large. Consequently, regis-tering large point clouds is considerably more computationally expensive than registering clouds of smaller cardinality. How-ever, In principle, two methods of data reduction can be distinguished: automatically extracting a small set of unique and repeatable keypoints and sampling the original data with respect to a desired target distribution. Whereas the former is intended for feature-based initial alignment, the latter can be used to efficiently reduce the amount of data for iterative registration algorithms. As we mentioned in section 2, the PCL implements several sampling methods.
Matching-Closest Points Correspondence Estimation
Correspondence estimation is the process of pairing points from the source point cloud P to their closest neighbors in the target cloud Q.
This is a greedy approximation of finding the ideal
correspondences. An ingenuous way of searching for the nearest neighbor is to perform an exhaustive search through all the target points for the nearest neighbor of each source point. As this is expensive for applications using millions of points, various data structures for rapid reaches have been proposed, such as octrees and kd-trees. These data structures have logarithmic search times, however, they take longer to initialize. For this purpose, the PCL depends on the Fast Library for Approximate nearest neighbors [12] ,
an open-source library for fast nearest neighbor searches.
Rejecting and Filtering Correspondences
Since invalid correspondences can negatively affect the reg-istration results, most registration algorithms need a rejection step. This step con- 
Alignment-Error Metrics and transformation Estimation
Over the years, there have been numerous mathematical approaches for solving for the rigid transformation that minimizes the error of the point pairs. is composed of a rotation and a translation t. 
Termination Criteria
To simply setting a maximum number of iterations, many other criteria can be specified.The 
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