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Предложен подход к созданию эффективной технологии автоматизации те-
стирования промышленных программных проектов, который использует фор-
мальную модель системы, выполняет автоматически символьную верифика-
цию, генерацию и конкретизацию символьных трасс, генерацию тестовых на-
боров по конкретизированным трассам, а также включает средства анализа
результатов исполнения тестов, позволяя автоматизировать полный цикл те-
стирования. Особый акцент сделан на изложении алгоритма конкретизации и
настройки тестовых сценариев.
Введение
Ключевыми проблемами современной технологии тестирования является обеспече-
ние качества программного продукта (ПП) и минимизация трудозатрат на произ-
водство ПП с фиксированным ограничением на плотность дефектов. Для обеспе-
чения заданного уровня качества применяются статические (статическая верифи-
кация) и динамические (тестирование) методы контроля качества ПП, начиная с
самых ранних этапов разработки. В данной работе рассматривается подход к созда-
нию эффективной технологии автоматизации тестирования больших и средних про-
мышленных программных проектов, обеспечивающий минимизацию трудозатрат за
счет практически «бесшовной» автоматизации всех фаз разработки.
Работа поддержана грантом РФФИ 11-07-90412-Укр_ф_а (Россия) и научно-
исследовательской работой № Ф40\51-2011(Украина).
79
80 Моделирование и анализ информационных систем Т.19, №6 (2012)
Рис. 1. Свойства инструментария автоматизации тестирования
1. Текущее состояние инструментальных средств
автоматизации тестирования
В промышленных инструментальных средствах поддержки технологий автомати-
зации тестирования для снижения трудоемкости тестирования важна поддержка
следующих свойств (рис. 1):
1. Автоматический прогон тестового набора в соответствии с планом тестирова-
ния, локализация и анализ ошибок с помощью логирования.
2. Автоматическая генерация оптимизированного кода тестовых наборов (test-
suite) на целевую платформу по созданным вручную поведенческим сценари-
ям (трассам).
3. Использование созданной вручную поведенческой модели для автоматической
генерации сценариев, удовлетворяющих заданному критерию покрытия.
4. Автоматическая генерация множества поведений, в совокупности образующих
поведенческую модель ПП, на основе созданных вручную формальных моде-
лей отдельных исходных требований (например, в виде троек Хоара [1], базо-
вых протоколов Летичевского [2] и т.п.).
Среди существующего инструментария тестирования наиболее распространены
системы, поддерживающие первое свойство, например, [3–4]; в качестве примеров
систем поддерживающих второе свойство можно назвать [5–7]; третье свойство под-
держивается в системах, использующих мощные CASE-технологии (например, [8]),
где трассы генерируются на основе поведенческих моделей, созданных вручную. На-
стоящая работа посвящена развитию технологии тестирования для инструментария
VRS/TAT [9], поддерживающего все четыре свойства и обеспечивающего автомати-
ческую генерацию тестовых сценариев по спецификациям требований, формализо-
ванных в нотации базовых протоколов [2].
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2. Основные проблемы существующих подходов
к автоматизации тестирования
В инструментальных системах, где в основном решены проблемы автоматизации
формализации требований, создания поведенческих моделей, верификации сгене-
рированных по модели символьных сценариев (трасс) и анализа степени покрытия
исходных требований [19–22], при генерации поведенческих сценариев промышлен-
ных систем встает проблема комбинаторного взрыва вариантов поведения, подле-
жащих тестированию [23–25]. Например, количество состояний системы растет экс-
поненциально с числом процессов.
Для сокращения пространства поведений эффективно применяются методы сим-
вольной верификации. Символьным состоянием является формула, описывающая
ограничения над параметрами трассы. В символьной трассе можно определить диа-
пазон (Range) возможных значений параметров. Каждая символьная трасса пред-
ставляет пучок конкретных трасс с эквивалентным поведением (т.е. с одинаковой
последовательностью событий). А так как критерии покрытия определяются по-
ведением модели, то это означает, что для обеспечения необходимого покрытия
достаточно выбрать некоторых представителей из каждого класса поведенческой
эквивалентности, заменив таким образом (без потери покрытия) потребность в пе-
реборе вариантов поведения для всех конкретных значений параметров.
Набор символьных трасс, удовлетворяющий критерию покрытия, после оптими-
зации (удаления трасс с повторным покрытием некоторых требований) существен-
но сокращает набор тестовых сценариев, но, к сожалению, получаемые символьные
трассы в таком виде не годятся для генерации тестов, ориентированных на целевую
платформу. Для генерации кода исполнимых тестов требуются трассы с конкрет-
ными значениями параметров, что ставит задачу создания инструмента автомати-
ческой подстановки конкретных значений параметров (конкретизации) символьных
трасс.
Следует отметить, что в современных промышленных проектах количество те-
стов исчисляется тысячами, а зависимость между значениями параметров нетри-
виальна. Осуществлять вручную выбор и подстановку взаимосогласованных кон-
кретных значений, ориентируясь по указанным в трассе диапазонам, практически
невозможно. Поэтому процесс конкретизации должен быть полностью автоматиче-
ским.
Кроме того, реальная практика тестирования свидетельствует об уменьшении
трудоемкости поиска дефектов при направленном выборе значений из разрешенно-
го диапазона по сравнению со случайном выбором. При подстановках необходимо
следовать плану тестирования, подготовленному заранее тестировщиком. Подобные
планы должны быть гибкими, основная их часть должна генерироваться на осно-
ве стандартных шаблонов или переиспользовать отредактированные пользователем
планы.
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Рис. 2. Инструмент конкретизации
Рис. 3. Таблица конкретизации
3. Метод автоматической конкретизации
символьных трасс в системе VRS
Далее описан метод подстановки конкретных значений в символьные трассы и его
реализация в системе верификации VRS (Verification Requirements System). VRS
имеет символьный трассовый генератор STG [10, 12], который исследует простран-
ство поведения формальных моделей, используя экзистенциальную абстракцию, и
строит трассы — линейные последовательности событий модели. Так же в трассу
записываются состояния модели, которые представлены формулами логики преди-
катов первого порядка. Инструментом подстановки конкретных значений в сим-
вольные трассы служит Trace Concretization Tool. Его структура представлена на
рис. 2. Инструмент состоит из двух модулей Concretizator и Substitutor, взаимодей-
ствующих в режиме диалога.
Concretizator для каждой символьной трассы создает таблицу конкретизации
(рис. 3), в которой заполняет столбцы имен параметров и сигналов, типов и раз-
решенных диапазонов значений, а затем при прямом обходе трассы обращается к
модулю Substitutor за конкретным значением очередного параметра. Substitutor на
основе команд и данных плана конкретизации трассы вычисляет по допустимому
диапазону конкретное значение и возвращает его в Concretizator. План автомати-
ческой конкретизации тестового набора заносится в колонку User option и форми-
руется в терминах команд управления: R, M, L, O, C.
Команда R управляет подстановкой значения, равного правой границе диапазо-
на соответствующего параметра, команда L управляет подстановкой значения, рав-
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ного левой границе, команда M предусматривает вычисление и подстановку средне-
го значения диапазона, команда O предусматривает подстановку значения, находя-
щегося за границами диапазона, а команда C управляет подстановкой конкретного
значения, определенного пользователем.
Следует отметить возможность вычисления Concretizator не непрерывного диа-
пазона допустимых значений параметров, в этом случае в плане предусматривается
анализ каждого из подобных поддиапазонов в отдельности.
Таким образом, средства управления конкретизацией достаточно гибки для те-
стирования любых режимов работы ПП.
4. Краткое описание алгоритма конкретизации
Так как исходная символьная трасса получена применением экзистенциального мо-
делирования, перед ее конкретизацией необходимо вычислить фактические огра-
ничения ее параметров. Это обеспечивается применением обратного предикатного
трансформера [13]. Далее процесс конкретизации происходит итеративно, на каж-
дом шаге конкретизируется значение очередного параметра, подстановка которого
обеспечивается прямым предикатным трансформером [12]. Процесс конкретизации
заканчивается, когда подставлено конкретное значение последнего параметра трас-
сы.
Перед описанием алгоритма необходимо привести определения переходов модели
и трасс. Переходом формальной модели в системе VRS служит «базовый протокол»
[10], представляющий атомарный параметризированный переход из одного состоя-
ния модели в другое. Базовый протокол B(x) представляет собой выражение вида:
∀x(α(x)→< P (x) > β(x)), где x — список параметров протокола, α(x), β(x) — фор-
мулы базового логического языка, которые называются предусловием и постусло-
вием соответственно, P (x) — процесс базового протокола (в рассматриваемом слу-
чае — последовательность параметризированных сигналов в формате MSC). Пара-
метрами трассы будем называть параметры ее сигналов. В качестве базового языка
используется язык многосортного исчисления предикатов первого порядка. Форму-
ла базового языка может содержать переменные и константы, массивы элементов
простых типов, функциональные типы, списки элементов простых типов. В роли
переменных, меняющих свои значения в процессе функционирования системы, вы-
ступают атрибуты и атрибутные выражения. Атрибутными выражениями являются
операторы доступа к элементу массива по индексам, функции доступа к спискам,
выражения атрибутов функциональных типов.
Трассой называется последовательность вида S0
B0(x0)−−−−→ S1 B1(x1)−−−−→ ...Sn, в которой
S — состояния, B –– базовые протоколы, x –– списки их параметров.
Алгоритм конкретизации.
Шаг 1. Восстановление исходной символьной трассы.
Шаг 2. Получение области допустимых значений параметров базового протоко-
ла.
Шаг 3. Интерактивная конкретизация параметров трассы.
Шаг 4. Запись конкретизированной трассы.
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Ниже представлено подробное описание шагов алгоритма.
4.1. Восстановление исходной символьной трассы
Процесс восстановления трассы начинается с загрузки исходной трассы и начально-
го состояния. Результатом загрузки трассы становится список двоек L =< B,RB >,
где B — базовый протокол, RB — ограничения на параметры протокола B, кото-
рые возникли в процессе применения этого протокола. Для восстановления трассы
загружается начальное состояние среды и далее последовательно применяются про-
токолы прямым предикатным трансформером, двигаясь из начала в конец списка
L. Для вычисления фактических ограничений необходимо выполнить применение
базовых протоколов из списка L в обратном порядке, применяя обратный предикат-
ный трансформер [13]. Прямой предикатный трансформер позволяет осуществить
применение (выполнение) базового протокола B(x) = ∀x(α(x) →< P (x) > β(x)) к
состоянию модели E и вычислить следующее состояние E ′ : E ′ = pt(E ∧α(x), β(x)).
Обратный предикатный трансформер на основании состояния E ′ и перехода B(x)
позволяет вычислить предшествующее ему состояние E : E = pt−1(E ′ ∧ α(x), β(x)).
При применении каждого протокола B учитываются соответствующие ограничения
RB. В результате выполнения первого шага алгоритма будут вычислены фактиче-
ские ограничения на все состояния трассы, включая начальное состояние.
4.2. Получение области допустимых значений параметров
базового протокола
Отметим тот факт, что обратный предикатный трансформер позволяет корректно
уточнить (сузить) предшествующее состояние, т.к. изначально оно было построе-
но прямым предикатным трансформером с экзистенциальной абстракцией. Такой
подход гарантирует корректность трассы для любых значений из уточненного со-
стояния. Рассмотрим пример:
E : x > 0
B1 : (x < 5)→< P1 > 1
B2 : ∀(a, b)((a = b)→< P2(a, b) > (x := a) ∧ (y := b))
B3 : (x > 6)→< P3 > 1
Восстановим трассу B1, B2, B3. Начнем восстановление трассы прямым преди-
катным трансформером:
− B1(x > 0) = 0 < x ∧ x < 5 = E1;
− B2(0 < x ∧ x < 5) = ∃(x′, y′, a, b)(0 < x′ ∧ x′ < 5 ∧ a = b ∧ x = a ∧ x = b) =
= (x = y) = E2;
− B3(x = y) = (x > 6 ∧ x = y) = E3 [12].
Продолжим восстановление трассы обратным предикатным трансформером:
− B3(E3) = B3(x > 6 ∧ x = y) = (x > 6 ∧ x = y) = E ′2;
− B2(E ′2) = B2(x > 6∧x = y) = ∃(x′, y′, a, b)(x′ > 6∧x′ = y′∧a = b∧x′ = a∧y′ = b) =
= ∃(a, b)(a > 6 ∧ a = b) = 1 = E ′1;
− B1(E ′1) = B1(1) = (x < 5) = E ′.
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Построим область допустимых значений для параметра b протоколаB2. При пря-
мом моделировании параметр не имеет ограничений, однако, например, значение 0
не корректно для данной трассы — предусловие перехода B3 окажется невыполни-
мым. Для вычисления корректного диапазона мы используем обратный предикат-
ный трансформер. В данном случае достаточно взять конъюнкцию RB2 ∧ R′B2 , т.е.
(a > 6∧ a = b), откуда следует b > 6. Для более общего случая область допустимых
значений следует искать в конъюнкции EB ∧ E ′B ∧RB ∧R′B, где EB (E ′B) — состоя-
ние среды до (соответственно после) применения протокола B прямым (обратным)
предикатным трансформером, RB (R′B) — ограничения на параметры протокола
полученные после применения прямого (обратного) предикатного трансформера.
Для получения области допустимых значений по заданной формуле использует-
ся следующая последовательность действий:
1. Элиминируются все функциональные атрибутные выражения, включая мас-
сивы методом Шостака [12], для того чтобы правильно получить ограничения
на атрибутные выражения в параметрах функциональных атрибутных выра-
жений.
2. Строится дизъюнктивная нормальная форма, при этом используется специ-
альный теоретико-множественный алгоритм для перечислимого типа.
3. Каждый конъюнкт построенной дизъюнкции разделяется по типам подфор-
мулы: булева, числовая, перечислимая, произвольная символьная.
4. Строится соответствующая область допустимых значений для конъюнкции
всех подформул, которые зависят от данного атрибута.
Поскольку булевы атрибутные выражения рассматриваются как перечислимые
с двумя предопределенными константами, то алгоритм из пункта 2 для атрибут-
ных выражений обоих типов даст области в виде множеств a = {a1, ..., an}. Более
сложной является задача нахождения области допустимых значений для атрибу-
тов, представленных произвольными термами — в общем случае нельзя выделить
область допустимых значений, не зависящую от других атрибутных выражений.
Эта область состоит из всех областей атрибутных выражений, от которых зависит
данных символьный терм.
При вычислении области допустимых значений для числовых формул с цело-
численными и вещественными атрибутными выражениями используется алгоритм
построения выпуклой оболочки в n-мерном векторном пространстве, основанный
на методе трапецоидов [14].
4.3. Интерактивная конкретизация параметров трассы
Конкретизация параметров трассы использует области допустимых значений каж-
дого параметра, вычисленного на предыдущем шаге. Далее выполняется итератив-
ный процесс подстановки конкретных значений:
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1. Сообщить модулю Substitutor диапазон допустимых значений очередного па-
раметра.
2. Получить конкретное значение от модуля Substitutor (значение вычисляется
автоматически или задается вручную).
3. Проверить, входит ли заданное конкретное значение в область допустимых
значений, в противном случае вернуться в пункт 1 для получения нового зна-
чения.
4. Конъюнктивно добавить к ограничениям RB на параметры текущего протоко-
ла B равенство вида: <атрибутное выражение> = <полученное значение>.
5. После того как все конкретные значения параметров очередного протокола
B заданы, следует обновить состояние трассы посредством выполнения пря-
мого предикатного трансформера для протокола B с учетом новых значений
параметров протокола:
E ′ = pt(E ∧R∗B ∧ αB, βB),
B = ∀x(αB(x)→< P (x) > βB(x)), R∗B = (a1 = v1) ∧ ... ∧RB, {B,RB} ∈ L,
a1, ... ∈ x, v1, ... — новые значения каждого из параметров протокола B.
4.4. Запись конкретизированной трассы
После того, как последний параметр трассы получил свое конкретное значение,
трасса может быть записана на диск. Теперь в трассе все ее сигналы имеют кон-
кретные значения всех параметров. Построенная описанным методом трасса кор-
ректна, т.е. все значения ее параметров согласованы между собой и не противоре-
чат исходной символьной трассе. Такая трасса служит входом для очередного этапа
технологии — построения теста.
5. Простой пример конкретизации
В требованиях рассматриваемого примера описана задача сложения двух положи-
тельных целых, не превышающих 10. Спецификация состоит из 4 базовых протоко-
лов (рис. 4):
• Protocol1 осуществляет получение на вход значений двух переменных “a” и “b”
для сложения.
• Protocol2 выполняет анализ значений переменных на предмет вхождения в
диапазон (0;10) и вычисляет сумму, если значения лежат внутри диапазона.
• Protocol2_1 выполняет анализ значений переменных на предмет выхода из
диапазона (0;10) и запись сообщения об ошибке res=999.
• Protocol3 выполняет вывод результатов вычисления.
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Рис. 4. Базовые протоколы простого примера
При проведении верификации были проверены 2 варианта поведения системы,
в первом случае были использованы протоколы, в которых переменные входят в
диапазон, и во втором случае, когда не входят.
На рис. 5 представлены полученные в результате верификации 2 символьные
трассы. В данных трассах видно, что в сигналах установки значений переменных и в
сигнале возврата результата вычисления находятся символьные параметры “loc_a”,
“loc_b”, “loc_res”.
На рис. 6 представлены конкретизированные трассы, в которых подстановка
осуществлялась по команде “M” (то есть из допустимого диапазона для перемен-
ной в каждом случае выбиралось среднее значение). В представленных трассах все
символьные параметры заменены на конкретные значения, и, следовательно, эти
трассы могут быть использованы для генерации исполнимого кода тестов.
6. Результаты апробаций
Рассмотренный подход был применен для подготовки тестов для 5 промышлен-
ных проектов. Символьные трассы, описывающие различные варианты поведения
исследуемых проектов, содержали от десятков до нескольких сотен базовых про-
токолов. Очевидно, что для проведения тестирования необходимо в символьных
трассах, применяемых для сокращения количества поведений системы, провести
замену каждого символьного параметра на конкретное значение, что без исполь-
зования средств автоматизации приводит к значительному замедлению процесса
тестирования.
Например, применение рассмотренного подхода в небольшом проекте из 11 ба-
зовых протоколов с трассами, в которых конкретизировался только один параметр,
позволило решить задачу автоматической конкретизации символьных трасс за 2
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Рис. 5. Символьные трассы простого примера
Рис. 6. Конкретизированные трассы
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минуты. В проекте с 151 базовым протоколом и 4 параметрами конкретизация за-
няла менее получаса. Оценка времени ручной конкретизации для подобного проекта
составляет 2–3 рабочих дня.
Понятно, что в проектах размером 103–104 базовых протоколов реализовать кон-
кретизацию набора символьных трасс, удовлетворяющих заданному критерию те-
стирования, а значит, обеспечить требуемый уровень качества ПП, без инструмен-
тария автоматической конкретизации невозможно.
Заключение
Интеграция верификации и тестирования позволяет достичь требуемого уровня ка-
чества ПП за счет объединения результатов анализа верифицируемой модели с огра-
ниченным числом экспериментальных результатов, полученных в процессе тестиро-
вания.
Для систем с типами данных, включающими большой диапазон значений, одна
символьная трасса может покрывать множество конкретных трасс. Это свойство
особенно эффективно используется при верификации моделей, использующих чис-
ловые типы данных, однако символьные трассы в исходном виде непригодны для
создания по ним исполнимых тестов. Предложенный метод конкретизации трасс
устраняет это ограничение, причем процесс конкретизации полностью автомати-
зирован. Более того, технология позволяет контролировать покрытие граничных
значений параметров теста, что в результате дает возможность повысить качество
создаваемого тестового набора.
Применение предложенной технологии в практике верификации и тестирования
промышленных проектов обеспечило эффективную генерацию минимизированно-
го набора тестовых сценариев, обеспечивающих необходимое покрытие исходных
требований к разрабатываемым системам.
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An Approach to Concretization of Test Scenarios in Industrial
Automation Testing of Software Projects
Kolchin A.V., Letichevsky A.A., Peschanenko V.S., Drobintsev P.D., Kotlyarov V.P.
Keywords: symbolic verification, testing automatization, concretization of test
scenarios, predicate transformer
In this paper we propose an approach to efficient automating test technology for
industrial software projects, that uses a formal model of the system, automatically per-
forms a symbolic verification, generation and concretization of the symbolic traces, the
generation of test suites for concretized traces, and also includes tools for analysis of the
testing results, allowing users to automate the full cycle of testing. Particular emphasis
is placed on the presentation of the algorithm concretization and setting of test scenarios.
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