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  FORTRAN90/SXは、 SX-7のもつ並列処理機能を利用して、その性能を十分に
引き出すための高度な自動並列化機能を備えている。本文では、並列処理の概念、自
動並列化機能、および並列化促進のための技法について紹介する。                       
 
























 コンパイラが、do ループを 4 つのタスクに分割して実行するイメージは、次の図
ようになります。この例では、外側ループの 100 回の繰り返しを 4 つに分割して、
各 CPU上で各々を並列に実行します。 
do j = 1, 25 
do i = 1, 1000 
a(i,j) = b(i,j) + c(i,j) 
enddo 
enddo 
do j = 26, 50 
do i = 1, 1000 
a(i,j) = b(i,j) + c(i,j) 
enddo 
enddo 
do j = 51, 75 
do i = 1, 1000 
a(i,j) = b(i,j) + c(i,j) 
enddo 
enddo 
do j = 76, 100 
do i = 1, 1000 







do j = 1, 100 
do i = 1, 1000 













 この自動並列化機能は、オプション“-P auto”を指定するだけで利用可能です。 
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(b) 変形イメージ  (a) ソースプログラム 
     program main  
!cdir resrve 
    .... 
   call sub$1 
    .... 
!cdir relase 
    end progam 
    subroutine sub$1 
     初期化 
!cdir pardo for 
    do i = 1, n 
       ～ 
    enddo 
    return 
    end subroutine sub$1 
program main 
  ..... 
do i = 1, n































do i = 2, n 

















          subroutine sub(a,h) 
          real a(600,1 0,1 0) 
            integer h(100) 
            do i = 1,100 並列化 
            do j = 1,100 
             do k = 1,599 
               a(k,j,i) = (a(k+1,j,i) + a(k,j,i)) * 0.5 
ベクトル化              enddo 
            enddo 
            h(i) = h(i) + 1 
            enddo 









do i= 1,100 
ベクトル化   a(i) = b(i) + c(i) 
enddo 
 
do i = 1,1000 







 subroutine sub(a,b,c) 
real a(10000,4),b(10000,4) c(10000,4) 
do j= 1,4 
  do i=1,1000 
    a(i,j) = sqrt(b(i,j)) 
  enddo 
enddo 
do j= 1,4 
  do i=1,1000 
    b(i,j) = c(i,j) - a(i,j) 





 real a(10000,4),b(10000,4) c(10000,4) 
do j=1,10000*4 
    a(j,1) = sqrt(b(j,1)) 






























 do i = 1,nx 
  aa = a 
  bb = b 
  do j = 1,ny 
    aa = aa + x(i+1) * g(j-1) 
    bb = bb + x(i-1) * g(j-1) 
  enddo 
  y(ic+i) = -aa 
  y(id+i) = -bb 
enddo 
if (nx*ny > n .and. 
   (id-ic = 0 .or. abs(id- c) >= nx) then 
   
   並列コード 
   
else 
 
   非並列コード 

















 do i = 1,100
  call abc(x(1,i),y(1,i),100) 
   call def(y(1,i),z(1,i),100) 
 real a(n), bn) 
 do i = 1,n 
   b(i) = a(i) + 1.0 / a(i) 
 real a(n), bn) 
 do i = 1,n 











do i = 1,100
  y(i) = x(i) + 1.0 / x(i) 
enddo 
!サブルーチンdefを呼び出したイメージ  
do i = 1,100






 real x(100,100),y(100,100),z(100,100) 
do i = 1,100
  call abc(x(1,i),y(1,i),100) 










real a(999, 1000), b(999, 1000), c(999,1000) 
 do j = 1, 1000 
  do i = 1, 999 
    a(i, j) = b(i, j) * c(i, j) 
    b(i, j) = sin(c(i, j)) 




a = b * c 
b = sin(c)  イメージ 
 
   
 
 
4.  並列化の阻害要因と並列化指示行 




do i = 1,n 
  a(i) = b(i+1) 











 ループの繰り返し  参照   定義 
   1      b(2)    b(1) 
      2         b(3)    b(2) 
      3         b(4)    b(3) 


















ループの繰り返し  参照   定義 
   1      b(2)    b(1) 
      2         b(3)    b(2) 
      3         b(4)    b(3) 
   4         b(5)    b(4) 






do i = 1,n 
  c(i) = t 





do i = 1,n 
  t = c(i)  
  … 










do j = 1,n 
  do i = 1,n 
    if (a(i,j) >= del) then 
     ii = ii + 1 
     ic(ii,j) = ii 
    endif 
  enddo 
  do i = 1,ii 
    b(i,j) = ic(i,j) + sin(c(ii,j)) 








do j = 1,n 
  do i = 1,n 
    a(i,j) = sqrt(b(i,j)) 
    if (a(i,j) >= del) go to 100 
    if (c(i,j) >= 0) then 
     b(i,j) = c(i,j) - a(i,j) 
    else 
     b(i,j) = c(i,j) + a(i,j) 
    endif 
  enddo 
enddo 















 (1) 並列化指示行 
   並列化指示行は、カラム 1から 
























     do i = 1,n 
       a(i) = sqrt(b(i)**2 + c(i)**2)










次の例で、k1 と k2 の値がコンパイル時に不明な場合は、k1=k2 であ
った場合に結果不正になる可能性があるため、このループを自動並列化







    do j = 1,ny 
      do i = 1,nx 
         a(i,k1,j+1) = a(i,k2,j) + b(i) 
       enddo











      dok = 1,nz 
 !cdir select(concur)   
        do j = 1, ny 
        enddo 
        enddo
      enddo 
        do i= 1,nx 
          c(i) = b(i,j,k) / dble(nx) 
          a(i,j,k) = a(i,j,k) + c(i) / 2.0 
do k = 1,nz 
  do j = 1, ny 
   do i = 1,nx 
     c(i) = b(i,j,k) / dble(nx) 
     a(i,j,k) = a(i,j,k) + c(i) / 2.0 
   enddo 


















     do i = 1,n 
       call sub(a(i), x) 



















!cdir parallel do private(wk) 
  do j = 1, 10 
     do i = 1, 100 
       wk(i)= a(i) + b(i) 
     enddo 
     call sub(x(j), wk) 















!cdir parallel do 
   do i = 1, 00 
       call sub(a(i), b(i, x) 
!cdir atomic 
       s = s+ a(i) * b(i) 














 do i = 1,n 
  do j = 2,m
    a(i,j) = a(i,j-1) * b(i,j) 
  enddo 
enddo 
do j = 2,m 
  do i = 1,n
    a(i,j) = a(i,j-1) * b(i,j) 
















 subroutine sub(a,b,c,nx,ny z) 
 real*8 a(100,100,100),b(0:1 0,100,100) 
    do i = 1,nx 
      c(i) = b(i,j,k) / dble(nx) 
real*8 c(0:100) 
do k = 1,nz 
  do j = 1, ny 
   enddo 
   do i = 1,nx 
     a(i,j,k) = a(i,j,k) + (c(i-1)+c(i)) 
                           / 2.0
   enddo 
  enddo 
enddo 
end 
subroutine sub(a,b,c,nx,ny z) 
real*8 a(100,100,100),b(0:1 0,100,100) 
real*8 c(0:100,10) 
do k = 1,nz 
  do j = 1, ny 
   do i = 1,nx 
     c(i,k) = b(i,j,k) / dble(nx) 
   enddo 
   do i = 1,nx 
     a(i,j,k) = a(i,j,k) + (c(i-1,k)+c(i,k)) 
                            / 2.0 
   enddo 














 上例において、サブルーチン sub を呼び出している側が、配列 c を参照
していない、すなわち配列 cを単なる作業領域として確保している場合、配
列 c を引数として渡さずに、サブルーチン sub 側で配列宣言することによ
って、並列化が可能となります。 
subroutine sub(a,b,c,nx,ny z) 
real*8 a(100,100,100),b(0:1 0,100,100) 
real*8 c(0:100) 
do k = 1,nz 
  do j = 1, ny 
   do i = 1,nx 
     c(i) = b(i,j,k) / dble(nx) 
   enddo 
   do i = 1,nx 
     a(i,j,k) = a(i,j,k) + (c(i-1)+c(i))/2.0       
   enddo 













******  Program Information  ******
Real Time (sec)       :       2241.800319 経過時間
User Time (sec)       :       8903.817840 ユーザCPU時間
Sys  Time (sec)       :          0.848539 システムCPU時間
Vector Time (sec)     :       8713.069899 ベクトル命令実行時間
Inst. Count           :      716897080005. 全命令実行数
V. Inst. Count        :      331530260017. ベクトル命令実行数
V. Element Count      :    81369094603294. ベクトル命令処理要素数
FLOP Count            :    35064202883826. 浮動小数点データ処理要素数
MOPS                  :       9181.955751 1秒あたりの実行演算数
MFLOPS                :       3938.108743 1秒あたりの浮動小数点データ処理要素数
MOPS   (concurrent)   :      36469.877067 1秒あたりの実行演算数（実効時間） ※
MFLOPS (concurrent)   :      15641.802862 1秒あたりの浮動小数点データ処理要素数（実効時間）※
VLEN                  :        245.434895 平均ベクトル長
V. Op. Ratio (%)      :         99.528629 ベクトル演算率
Memory Size (MB)      :       5440.000000 メモリサイズ
Max Concurrent Proc.  :                 4. 実行プロセッサ数 ※
Conc. Time(>= 1)(sec):       2241.698300 少なくとも1台のCPUが同時に（並列に）動いた時間 ※
Conc. Time(>= 2)(sec):       2220.965807 少なくとも2台のCPUが同時に（並列に）動いた時間 ※
Conc. Time(>= 3)(sec):       2220.934612 少なくとも3台のCPUが同時に（並列に）動いた時間 ※
Conc. Time(>= 4)(sec):       2220.223084 少なくとも4台のCPUが同時に（並列に）動いた時間 ※
Event Busy Count      :                 0. event待ち回数（マクロタスク用） ※
Event Wait (sec)      :          0.000000 event待ち時間（マクロタスク用） ※
Lock Busy Count       :                 0. lock待ち回数（マクロタスク用） ※
Lock Wait (sec)       :          0.000000 lock待ち時間（マクロタスク用） ※
Barrier Busy Count    :                 0. barrier待ち回数（マクロタスク用） ※
Barrier Wait (sec)    :          0.000000 barrier待ち時間（マクロタスク用） ※
MIPS                  :         80.515695 1秒当たりの命令実行数
MIPS (concurrent)     :        319.800876 1秒当たりの命令実行数（実効時間） ※
I-Cache (sec)         :          0.239609 命令キャッシュミス時間
O-Cache (sec)         :          5.363951 データキャッシュミス時間
Bank (sec)            :          9.214590
Start Time (date)  :  2002/08/21 21:21:08
End   Time (date)  :  2002/08/21 21:58:29
バンクコンフリクト時間
開始時刻 (日付)
終了時刻 (日付)  
 
この情報は、実行時オプション setenv  F_PROGINF  YSEあるいは DETAILを指
定することによって採取できます（東北大学では規定値として DETAIL が設定され
ています）。は、並列処理使用時に表示される情報です。上記、Conc. Timeを調べ






 ［1］FORTAN90/SXプログラミングの手引き  日本電気 G1AF07 
 ［2］FORTAN90/SX並列処理機能利用の手引き 日本電気 G1AF08 
 
