Computer simulations and behavioral modeling are becoming increasingly important in product development processes. Simulations can result in better decisions in less time by providing the designers with greater understanding of the product's behavior. However, behavior model creators (i.e. analysts) and behavior model users (i.e. designers) often do not have the same level of understanding of the model, thus limiting the reuse of a model. Our goal in this research is to develop a clean interface that reduces the knowledge gap between engineering design and analysis by facilitating reuse of behavioral models. To achieve a higher level of reuse in the product design process, we propose a meta-data representation for formally characterizing behavioral models. The meta-data representation captures the assumptions, limitations, accuracy, and context of engineering behavioral models. Based on this knowledge representation, a proof-of-concept repository is implemented for archiving and exchanging reusable behavioral models. The knowledge representation and implementation is illustrated with a simple cantilever beam example.
INTRODUCTION
The increased complexity in modern engineered products has forced a change in the way in which these products are designed and developed. Engineering design is increasingly becoming a collaborative set of tasks among multidisciplinary, distributed design teams [1] . Advantages of multidisciplinary, distributed design teams include increased quality and decreased time to market by leveraging the expertise of the design team members. However, disadvantages of distributed design include difficulties associated with sharing and exchanging product information and knowledge across distributed networks [2] . While the ability to share product knowledge has increased, it is still inadequate for developing complex products by distributed design teams. Szykman, et al. [3] state that merely sharing CAD models across distributed networks is not adequate to support knowledge-based product development because a CAD model can only provide a small subset of the total product-related knowledge. They advocate the development of design repositories to capture corporate knowledge throughout the product development process.
Computer-based simulation is becoming an invaluable asset in the design of complex products. Simulations provide increased information and knowledge about the behavior of the systems, enabling engineers to make better decisions throughout product development without having to construct expensive physical prototypes. However, integration issues exist between engineering design and analysis activities that prevent effective and efficient reuse of simulation and analysis capabilities. Specifically, knowledge gaps exist between engineering design and analysis models. The focus of this research is reducing the semantic knowledge gaps between engineering design and analysis by formally describing behavioral models. In this context, behavioral models are models that capture the mathematical description of the physical behavior of a product. Examples of behavior models include, but are not limited to: stress-deflection of a beam or the current-torque relationship in DC motors. Behavior models can vary in complexity. For example, the behavior of a cantilever beam may be modeled as a simple equation-based model or a complex numerically-based finite element analysis model. Engineering behavior models can be developed across multiple domains and for various stage of design. For example, at the conceptual stages of design engineers may use a simple beam equation model to obtain a rough estimate of design constraints. Engineering designers must decide what fidelity of model is appropriate for the design phase.
We believe that two primary types of knowledge exist in developing behavioral models, namely: (1) the knowledge captured in the behavioral model and (2) the meta-knowledge that describes the behavioral model. The first type is the explicit knowledge represented as a behavioral model. In the case of computer-based behavioral models, this knowledge may include, but is not limited to, the geometric representation, parameterization, constraints, first principles, and the underlying behavior representation of the product encoded in a particular modeling or programming language.
The second type of knowledge is meta-knowledge that describes the behavioral model. The meta-knowledge includes the underlying assumptions, limitations, and context in which the behavior model is applicable and can be used with confidence. The knowledge captured in the behavioral model and the meta-knowledge that describes the behavioral model are not independent.
Rather, the behavioral model and the characterization of the model are developed simultaneously.
For example, modeling experts may use engineering first principles, stress-strain relationships, and Theory of Flexure to develop a bending model of a beam that conforms to basic assumptions and limitations. While the behavioral model is captured in a computer-sensible format, the meta-data, including the assumptions and limitations of behavior models are often not.
The behavioral model knowledge representation supports both meta-information and meta-knowledge. Meta-information is captured for configuration control (i.e. versioning and tracking) and meta-knowledge is captured for increased reuse. In essence, we are developing a wrapper for describing the assumptions, limitations, accuracy, and validity of the behavior model (see Figure 1) .
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Behavioral Model The development and subsequent usage of reusable behavior models is beneficial to engineering design by capturing designanalysis knowledge in a format that can be leveraged throughout the product development process. Reusable models that capture both the explicit and implicit product knowledge will reduce the integration gaps between engineering design and analysis activities, thus reducing the cost and time of product development. Fenves, et al. identify that a core issue associated with product development is the gap between engineering designers and analysts [4] . To illustrate their point, Fenves, et al. present several interaction scenarios design and analysis activities. Figure 2 illustrates how engineering design and analysis activities are integrated via a knowledge-intensive idealization and mapping process. Engineering designers interact with engineering analysts through a complex idealization and mapping process. In this process designers specify the how the design parameters are related to analysis parameters and what simulation models are used. Similarly, after the simulation is completed analysts map the parameters back to design for appropriate changes to be made. Designers and analysts are forces to work closely together to ensure that design and analysis parameters are appropriately related between design and analysis activities and that the appropriate analysis models are use for the design situations. The overarching problem in Figure 2 is that the knowledge interface between design activities and analysis activities. Designers do not often understand the underlying mathematical model, limitations, assumptions, and context in which the behavior model is relevant. Thus reuse of the model is limited at best or designers use behavioral models in improper situations.
MOTIVATION: KNOWLEDGE GAPS IN ENGINEERING DESIGN AND ANALYSIS
Background
To address this problem, and thereby reduce the gaps between design and analysis activities, it is necessary to capture analysis knowledge in the form of reusable behavioral models. While it is virtually impossible to capture all expert analysis knowledge, several research efforts have addressed the problem associated with reusable analysis models. Several approaches for addressing general problems of design-analysis integration include standards-based product representations [5] [6] [7] [8] [9] , automatic mesh generation and shape modification [10] [11] [12] [13] [14] , attribution and feature recognition of product models [15] [16] [17] , and model idealization and simplification to name a few [18] [19] [20] [21] [22] [23] [24] . While there has been more than a decade of research effort and technology development, there are still many opportunistic areas for advancement. These research efforts contribute to reducing the overall integration gaps between design and analysis. However, they do not directly address reuse of engineering behavioral models.
Two research efforts of particular interest that address the integration of design and behavioral modeling are Composable Simulations [25] and the Multi-Representation Architecture [26] . The Composable Simulation approach is based on the parallel that exists between the configuration of components into a system and the configuration of the component simulation models into a system-level simulation [25] .
Port-based associations between components and their corresponding simulation models are stored in Component Libraries. Components from these libraries can be configured into a system by connecting them to each other through their ports (ports are locations of intended interaction [27] ). Using the model associations in the component library and the configuration support of object-oriented modeling languages [28] , a corresponding system-level simulation model can be derived automatically.
The multi-representation architecture (MRA) is presented in the context of the information gaps between traditional design (CAD) and analysis (CAE) tools. The MRA is aimed at satisfying the needs in the links between CAD and CAE: (1) automation of ubiquitous analyses; (2) representation of design and analysis associativity and of the relationships among models; and (3) provision of various analysis models throughout the life cycle of the product [26] . The initial focus of the MRA has been on ubiquitous analysis. Ubiquitous analyses are those analyses that are regularly used to support the design of a product [29] . The MRA supports capturing knowledge and expertise for routine analyses through semantically-rich information models and the explicit associations between design and analysis models. While the MRA captures routine analysis and the mapping between design parameters and analysis parameters, there is still the opportunity for model abuse. The MRA enables reuse of the analysis templates in product development. However, the analysis templates are not formally characterized, thus abuse or improper usage of the models is likely.
The focus of this research does not directly extend current research efforts, but rather builds on the contributions of Composable Simulation and MRA. These research efforts establish the motivation and set the tone for creating and capturing reusable analysis and behavioral models to support simulation in engineering design.
Capturing Product Development Knowledge in Design
Repositories Design repositories are a knowledge-based approach for supporting engineering design. Design repositories capture not only what is designed, but also how and why the product is designed. Design repositories enable engineers to capture the evolutionary nature of product knowledge and information throughout the design process [3] .
Szykman, et al. [3] make a clear distinction between design repositories and traditional engineering databases. The authors state that design repositories capture additional information and knowledge about the design representation, may contain heterogeneous information including formal data models, text, design rules, and additional types of information, and may include additional functionality for simulation of behavior, composition of systems.
Design repositories are not prolific in engineering design. In contrast, engineering tools and technologies such as computer aided design (CAD), finite element analysis (FEA), and product data management (PDM) are in widespread usage. However, only a subset of the entire product knowledge is captured by current tools.
For example, the knowledge captured by traditional CAD systems is typically limited to geometric shape and related knowledge such as constraints and parameterization [3] .
A recent effort for capturing product knowledge to support knowledge-intensive design is the development of Product Lifecycle Management (PLM) technologies. PLM enabling technologies are next generation technologies aimed in part at extending the core functionality of PDM systems. Fenves, et al.
[30] present a conceptual framework for capturing product knowledge over the life of the product. The authors assert that two limitations are present in current PLM technologies. The first limitation deals with design changes and rationale throughout the product development process. This limitation is not within the scope of this work. However, the second limitation is of particular interest in this work. The second limitation is that most PLM systems and enabling technologies are primarily focused on the form representation of the product. [30] .
PLM systems tied only to CAD representations of products cannot be used before the form is assigned. In order to realize the potential of PLM, the systems need to interact with product information used in the early stages of conception and ideation, where designers and planners deal with the function and performance of products, and not yet with their form
Currently, PDM software approaches the functionality of design repositories and PLM systems most closely. PDM systems enable engineers to capture and share product information and meta-information across extended networks to design team members. Current generation PDM systems typically support macro-level objects like CAD files, and metainformation about such objects.
An important distinction between PDM and the proposed behavioral model repository is that PDM systems support only meta-information as opposed to the meta-knowledge. While this distinction may seem as insignificant as the distinction between repositories and databases, it is an important difference. PDM systems support configuration control meta-information such as Document Name, Document Author, Date Created, Date Modified, File State, and File Type. This information is useful in design and enables tracking of model in product development. The behavior model repository support capturing semanticallyrich meta-knowledge to support integration of design and analysis.
The behavioral model meta-knowledge enables engineers to select a model based on assumptions and limitations of the model.
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CREATING REUSABLE BEHAVIOR MODELS The process associated with behavior simulation in product development has two components (1) creation of reusable behavioral models and (2) use of these models in engineering design problems by engineering designers. Reuse of behavior models requires:
• Capturing the meaning of a model so that a human can reuse the model • Facilitating automated creation of behavioral model instances based on design representations Reusable behavioral models are created by behavioral models experts, most often engineering analysts. The models are then used by engineering designers, by instantiating the model for a particular product development process. Reuse of engineering behavioral models will increase the use of simulation in design by enabling engineers to select and use behavioral models appropriately and map the design form parameters to the behavioral parameters clearly.
The process of developing reusable behavioral models is a complex activity composed of two activities, namely: Model Development and Model Characterization. Behavioral modeling experts must develop and characterize the models to enable reuse of the models by engineering designers. The process presented in Figure 3 reflects the complex activity of developing reusable models. For example, a behavioral modeling expert simultaneously develops the model and the characterization of the model.
The interaction between these activities is represented by arrows between Model Development and Model Characterization.
Once the expert fully characterizes and develops the model, the behavioral model is published to the repository. The executable behavioral model and the formalized metaknowledge are stored in the repository, thus enabling designers to access a complete description of the model (see Figure 3 ). Behavior modeling experts work with designers to continually identify and develop behavioral models. These behavioral models are published to the repository to facilitate reuse by engineering designers.
Using Behavior Models to Support Design Decisions
Engineering designers can then query the behavioral model repository, select the most appropriate behavioral models given the objectives of the behavior simulation. The simulation process and information flow is presented in Figure 4 . The process consists of Evaluation Problem Formulation, Behavioral Model Development, Model Execution, and Results Evaluation.
In the Evaluation Problem Formulation activity the overall objectives of the simulation are established. Behavioral Model Selection & Instantiation consists of querying and selecting the most appropriate model from the repository and populating the behavioral model with product design parameters. Creating the behavior model instance is complex because it requires a complex mapping between the design-specific parameters and analysis-specific parameters needed for the behavior model.
Once an instance of the behavioral model is created for the product parameters, Model Execution is completed and simulation results are obtained. In Results Evaluation, the simulation results are evaluated against the formal evaluation problem objectives.
If the system-level behavior model indicates the design will not meet the intended behavior, then the design parameters are altered and the process is completed. 
Evaluation Problem Formulation
Behavioral Model Selection & Instantiation Model Execution Results Evaluation Current Product Specifications & Evaluation Goals Formal Description of Evaluation Problem Executable Behavioral Model Results Information Modified Product Specification Knowledge Repository
4
CHARACTERIZING BEHAVIORAL MODELS The behavior model repository will contain engineering behavior models accompanied by formal descriptions that facilitate easy characterization and reuse while reducing the change for improper usage. This implies that knowledge, usually left unspoken by the developer of a behavior model, such as its accuracy and the range of conditions over which it can operate effectively must be captured. While this expert knowledge is used in the development of a behavior model, it is seldom captured to characterize the models.
The following terminology is used to describe the different types of knowledge associated with behavior models:
• Behavior Model -a model that captures the mathematical description of the physical behavior of a product • Behavior Model Meta-Knowledge -the implicit assumptions, and limitations used by the behavior modeling experts in developing the behavior model. The metaknowledge is the expertise employed by behavioral experts in developing the models The approach of this research effort is twofold. First, we propose a knowledge representation for formally capturing and characterizing behavior and analysis models by capturing metaknowledge about the models.
Second, we present the development and implementation of a repository for facilitating the reuse of these behavior models.
Scope and Type of Behavioral Models
The behavioral model knowledge representation supports various types of models across all phases of engineering design and product development. Gross [31] states that engineering analysis models include lumped parameter models, continuum parameter models, and statistical models derived from empirical observations, such as response surface models. The behavioral models stored in the repository can cover a range of domains including structural analysis, dynamics, thermal, and thermomechanical to name a few. Additionally, the models can vary in complexity from simple model to highly detailed models. The complexity of the behavioral models reflects the phase of product development. For example, a simple model may be adequate to support a design decision at the early stages of design (i.e. Conceptual Design Phase [32] ) or may be highly detailed finite element model to support decision made at the latter stages of design (i.e. Detailed Design Phase [32] ). An open issue in behavioral model knowledge representation is How can the right model be chosen? This issue raised by Brooks [33] addresses the idea of selecting a model based on complexity, level of detail, and performance.
Concepts for Describing Behavior Models
In this research we are primarily concerned with publishing characterized behavioral models into the repository. Thus, the concepts of interest exist in the Model Characterization box of Figure 3 . The concepts for characterizing behavioral model proposed in [34] are expanded upon in this research. Additionally, an information model is developed to enable a behavioral model repository to be developed. The following concepts are used to describe behavior models:
Configuration Control -configuration control serves as a method to track the history of the behavioral model in the repository. It is developed as a superclass to enable inheritance of such attributes as author, date created, version, etc. The configuration class enables behavioral modeling experts to track the history of models in the repository Characterized Behavioral Model -a characterized behavioral model is the focus of the repository. Characterized behavioral models entries are published to the repository for reuse. A published instance to the repository must contain an Executable Behavioral Model, Assumptions, Context, Inaccuracy, and Interface Description to the model. Assumption -an assumption is a human interpretable description of the behavioral model. Assumptions characterize the behavioral model. Assumptions make clear the implicit considerations in the model, such as operational conditions (steady state, etc.) as well as any restrictions on variable values (i.e., bounds). An Assumption instance is a string and not computer-processible during model execution. Assumptions and Context are related to each other in the development process Executable Behavioral Model -Executable Behavioral Model refers to a model that captures the mathematical description of the physical product (or one or more of its subsystems) that is being designed. The Executable Model is captured in a modeling or programming language such as Mathematica or Modelica. The Executable Model is described by Model Name, Model Type, and Model File Pointer Interface Description -the Interface Description describes how the model is used by the designer and/or the environment. The interface has the subclasses of Causal of Non-Causal. The Quantities associated with the model are published to the user through the interface Causal Interface -the causality is imposed in the model. The assignments of variables in the models are expressed through assignment operations.
The input and output variables, parameters, and constants are described in a Causal interface Non-Causal Interface -These interfaces do not impose mathematical causality on the model. The model is described by a set of equations are solved by a constraint solver. A noncausal interface is described by Ports, Constants, and Parameters Port -ports represent how exchange takes place between the model and the user or environment Quantity -a Quantity is a superclass of Parameter -a parameter is similar to a variable, but parameters do not change during the course of a behavioral evaluation. Within the scope of this research, a parameter conveys the information from the design form to the behavioral model Constant -a constant is a quantity that is assumed to have a fixed value in a particular context. Examples of constants include the Gravitational Constant (G) the speed of light. Behavioral model users should be aware of the units and associated constants in the model Context -Context can be represented as a set in the space of physical quantity values [34] . Context may include quantities that are not present in the corresponding model. This can happen when a model creator abstracts away the effects of some quantity. For example, it is common to formulate the deflection equation for a cantilever beam with the assumption that the mass of the beam is negligible. In general, Context can be any set of quantity value restrictions. In the current implementation, context is represented as a set of value bounds on problem quantities. All quantities are presumed unbounded unless explicit bounds are stated Quantity Restriction -the quantity restriction specifies how a quantity is bounded. In this model, a Quantity can only be bound by upper and lower limits Inaccuracy -Inaccuracy reflects how well a model corresponds to the physical system that it represents. In the current implementation inaccuracy represents the upper bound on the magnitude of the difference between a model and the real system over the stated context. Inaccuracy and Context are related, for example shrinking the Context can result in decrease on model Inaccuracy [34] 
Behavior Model Knowledge Representation
Based on the previously described concepts, a conceptual knowledge model is developed.
The Unified Modeling Language (UML) is used for conceptualization of behavior model knowledge.
The behavioral model knowledge representation presented in Figure 5 , captures the executable behavioral model and the knowledge that described the model. A behavioral model in the repository is described by (1) the executable model and (2) the meta-knowledge about the model including Assumptions, Inaccuracy, Context, and Interface Description. By publishing this information, the likelihood of abuse of the model can be reduced. The model interface description provides users with the quantities and associated units in the model. Secondly, by publishing the Context and Inaccuracy, a quantitative understanding of the simulation result and validity can be obtained. In the following section, an illustrative example is presented to demonstrate the formal characterization of a behavior model.
Behavior Model Knowledge Representation Discussion
The research presented in this paper is an ongoing effort towards addressing the knowledge gaps between engineering design and analysis. While the behavior model knowledge representation illustrated in Figure 5 is stable, research is ongoing to refine the model.
The benefits of the behavior knowledge model include the ability to publish the behavior model and associated metaknowledge, thus enabling model users (designers) to gain a better understanding of the model. However, there are several considerations that must be addressed. First, the model must be refined to better represent Assumption and Inaccuracy class variables.
In the current state, Assumption is represented as a human-interpretable string. A long term goal is to represent Assumptions as computer interpretable knowledge representations to facilitate automated checks for model appropriateness.
Ongoing research is focused on representing inaccuracy of behavior models [34] . Next, the behavior model knowledge representation is taken independent from design models. Behavior models are used by populating the models with design parameters (outside of scope of model). Finally, how can consistency be ensured across models? In this research we are not trying to standardize the vocabulary for behavior models, rather we are providing a mechanism to share and publish behavior model knowledge.
Behavior Model Example
To illustrate the behavioral models knowledge representation proposed in this research, a simple cantilever beam example is presented (see Table 1 ). The actual behavior models published in the repository can vary from simple, such as the cantilever beam, to highly complex FEA-based behavior models. Table 1 . Deflection models for cantilever beams.
Beam and Loading
Maximum Deflection
The equations for computing the maximum deflection of the beam are presented in Table 1 . The deflection behavior model are developed using the fundamentals of Mechanics of Materials.
The meta-knowledge associated with development and implementation of the cantilever beam behavior models is summarized in Table 2 . Table 2 . Meta-knowledge for cantilever beam models [35] • The fixed end of the beam has zero rotation • The weight of the beam is negligible and not considered • A beam is bent with a concave and a convex side. The beam is subjected to compression and tension The seemingly simple cantilever beam example illustrates the need to capture both the behavioral model and the metaknowledge that characterizes the behavioral model. The behavioral model meta-knowledge must be made explicit for to facilitate the appropriate behavioral model selection and to enable engineering designers to make the right decision based on simulation results from the model.
The description of the cantilever beam model in Table 1 and  Table 2 are mapped to the concepts for describing behavioral model (see Table 3 ). 
Behavior Model Repository Implementation
A behavior model repository has been implemented as a proof-of-concept system using the following implementation technologies: (1) static HTML pages, (2) HTML forms, (3) Perl CGI/DBI scripts, and (4) a MySQL relational database. The knowledge repository presented in Figure 5 is partially implemented in the system. Refinement and implementation of the complete knowledge representation is ongoing.
The repository is accessed through a variety of static and dynamic HTML pages that communicate with the database via common gateway interface (CGI) and DBI scripts. HTML is chosen because it offers an easily accessible platform on which to deploy applications. The combination of Perl and HTML forms make an elegant and quick solution for deploying a proofof-concept behavior model repository (see Figure 6 ).
Behavioral modeling developers publish models to the repository through web-based HTML forms. The process of creating reusable model, illustrated in Figure 3 , is complex and requires further research and development of a method that support behavioral model development and characterization. Once published, designers are able to access the repository and search and select the behavior models that most appropriately match their design activity. The behavioral models are described by product domain, analysis method to name a few (see Figure 7) . Once the repository search is completed, the designer can then select the appropriate behavioral model from those models that are stored in the repository. Behavioral models, published to the repository, that match the search criteria are displayed. Designers then choose the best model from a subset of models in the repository. A compact view of the model is displayed to the designer including information such as Template_Name, Overview of the Template, and a figure of the describing the model (see Figure 8) . Designers can select a behavior model and the metaknowledge about the behavioral model, such as assumptions, and limitations. Figure 9 illustrates the cantilever beam behavioral models with the associated executable model and the model description.
A diagram of the system setup, documentation, and mathematical relationship can be accessed by designers. The extended view of the chosen model includes the query criteria, Overview, detailed Documentation, the mathematical relationships in the mode, and the executable model. Finally, designers can access executable behavioral models and instantiate the model with design model values. The intent is to enable engineering designers to populate behavioral models, thus creating instances, that can be executed through a service or existing solver.
To extend the current capability, implementation efforts are focused on model-driven dynamic user interfaces for creating behavioral model instances. The eXtensible Markup Language (XML) and the Extensible Stylesheet Language Family Transformations (XSLT) are being investigated as a technology for achieving dynamic creation of user interfaces and execution of behavior models.
Limitations and Future Consideration of Repository Implementation
The current generation repository is implemented as a formbased lookup system. The form-based provides a simple means to prototype the behavioral model repository. As the number of models in the repository increases, the lookup implementation becomes less useful.
However, the current generation implementation illustrates the viability and usefulness of a behavior model repository. Future implementation consideration is ontological representation of the behavioral models. Current research is being conducted on the use of the Protégé ontology development tool [36] . Long-term visions of the repository include a software application or framework embedded in existing design tools, such as CAD software.
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DISCUSSION Ongoing research efforts related to this work include developing a refined behavioral model knowledge representation and knowledge-based mappings between design-specific parameters and analysis-specific parameters. Through these synergistic research efforts engineering behavioral models can be developed and characterized using a knowledge-based approach.
There are some limitations of the knowledge repository that we plan to address. For example, the knowledge representation is currently implemented as using relational database technology, thus the current knowledge representation supports class/subclass relations that are specified in the schema. Also, the behavioral model and meta-knowledge are captured and discussed as independent objects. Despite the close association between the behavioral model and the meta-knowledge they are captured as independent objects. In order to more accurately represent the development of behavior models, these objects should have explicit relations. We plan to explore the use of semantic languages and ontologies (e.g. OWL, etc.) for characterizing and inferencing about behavior models. Additionally, future work is aimed at developing close relations between the behavior model knowledge and meta-knowledge.
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CLOSURE This paper describes a knowledge representation and proofof-concept repository implementation for capturing and sharing engineering behavioral models. The overarching goal in this research is to develop a clean interface that reduces the knowledge gap between engineering design and analysis. This is achieved by publishing both the executable behavior model and the meta-knowledge about the model to a repository that can be accessed by engineering designers and analysts. Designers are able to select behavioral models that are (1) appropriate for their desired simulation context and (2) understand the underlying assumptions and limitation of the model. The reuse of behavior models can be increased while reducing the risk of misuse because validated behavioral models and the associated application context are published to the repository. Additionally, engineering designers can rely on behavior simulations to further explore the design space. Higher level reuse of behavioral models is achieved by making corporate knowledge available across the extended enterprise. Engineering designers and analysts can access the repository and access the executable model and the knowledge and expertise employed in creating the model. The gap between design and analysis is decreased by providing engineering designers with increased knowledge and understanding about behavioral simulation. Future work includes (1) further instantiating of the behavioral model repository, (2) refinement of the knowledge representing using ontology languages and (3) next generation implementation to support instantiation with design parameters for execution.
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