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Abstrakt
Tato pra´ce pojedna´va´ o verifikaci syste´mu pro detekci nezˇa´douc´ıho provozu a jeho rozsˇ´ıˇren´ı
o podporu protokolu IPv6. Jsou zde popsa´ny mozˇnosti jazyka System Verilog pro verifi-
kaci, vybranna´ metodologie verifikace, vy´hody a nevy´hody r˚uzny´ch prˇ´ıstup˚u k verifikaci a
testova´n´ı. Je navrzˇena struktura syste´mu pro verifikaci kl´ıcˇovy´ch cˇa´st´ı syste´mu pro detekci
nezˇa´douc´ıho provozu, jehozˇ kl´ıcˇovou soucˇa´st´ı je paketovy´ genera´tor.
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Abstract
This thesis focuses on verification of Intrusion Detection System and its IPv6 support ex-
tension. Here are described posibilities of SystemVerilog for verification, choosen verification
methodology, pros and cons of different verification and testing approaches. Here is designed
structure of verification of key parts of Intrusion Detection System. The key component of
verification system is Packet Generator.
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Tato pra´ce se zaby´va´ rozsˇ´ıˇren´ım syste´mu pro detekci nezˇa´douc´ıho provozu o podporu pro-
tokolu IPv6 a na´slednou verifikaci syste´mu. V pr˚ubeˇhu vytva´rˇen´ı nove´ verze syste´mu pro
detekci nezˇa´douc´ıho provozu nastala potrˇeba vytvorˇit efektivneˇjˇs´ı zp˚usob oveˇrˇova´n´ı spra´vne´
funkce syste´mu, nezˇ byl pouzˇ´ıva´n doposud. Jako nejvhodneˇjˇs´ı se uka´zal by´t jazyk System
Verilog, jezˇ je pouzˇ´ıva´n pro verifikaci v komercˇn´ı sfe´rˇe. Jedna´ se o objektoveˇ orientovany´
jazyk, jenzˇ obsahuje mnoho soucˇa´st´ı uzˇitecˇny´ch prˇi verifikaci.
Forma´ln´ı verifikace se v soucˇasne´m dobeˇ jesˇteˇ nen´ı dostatecˇneˇ vhodna´ pro u´cˇely pr˚ubeˇzˇne´
verifikace VHDL ko´du. Take´ vyzˇaduje rozsa´hle´ znalosti zejme´na tempora´ln´ı logiky, ktera´
je vyzˇadova´na pro vytvorˇen´ı forma´ln´ıho modelu pro v soucˇasnosti jedinou automatizova-
telnou metodu forma´ln´ı verifikace - Model checking.[4] Proto se v te´to pra´ci zameˇrˇuji na
metodologii Constrained-random test, ktere´ sice nen´ı forma´ln´ı, ale prˇesto dosahuje dobry´ch
vy´sledk˚u.
Pra´ce je cˇleneˇna do peˇti kapitol. V kapitole Syste´m pro detekci nezˇa´douc´ıho provozu
je popsa´n syste´m pro detekci nezˇa´douc´ıho provozu, zejme´na s prˇihle´dnut´ım ke zmeˇna´m v
aktua´ln´ı verzi oproti jeho popisu v [16]. Na´sleduj´ıc´ı kapitola pojedna´va´ o rozsˇ´ıˇren´ı syste´mu
pro detekci nezˇa´douc´ıho provozu o podporu protokolu IPv6. Mozˇnosti jazyka System Verilog
jsou probra´ny v kapitole na´sleduj´ıc´ı. Pote´ je popsa´na vybrana´ metodologie verifikace a
popsa´n na´vrh verifikace a jeho realizace. V za´veˇru jsou diskutova´ny dosazˇene´ vy´sledky a
navrzˇena budouc´ı mozˇna´ rozsˇ´ıˇren´ı syste´mu.
Tato pra´ce vznikla v ra´mci projektu Liberouter, soucˇa´sti vy´zkumne´ho za´meˇru sdruzˇen´ı
CESNET z. s. p. o.
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Kapitola 2
Syste´m pro detekci nezˇa´douc´ıho
provozu
2.1 U´vod
Syste´m pro detekci nezˇa´douc´ıho provozu je urcˇen pro rozpozna´n´ı prob´ıhaj´ıc´ıho u´toku a
vy´skytu nezˇa´douc´ıho provozu na s´ıti, jako jsou naprˇiklad viry, trojˇst´ı koneˇ, apod. IDS
je urcˇen pro akceleraci pra´ce open-source syste´mu pro detekci nezˇa´douc´ıho provozu Snort
[18]. Tento syste´m pouzˇ´ıva´ pro detekci nezˇa´douc´ıho provozu pravidla, ktera´ obsahuj´ı mnoho
u´daj˚u popisuj´ıc´ıch u´tok cˇi nezˇa´douc´ı provoz. Jsou to naprˇ´ıklad s´ıt’ove´ protokoly, IP adresy,
porty, rˇeteˇzce vyskytuj´ıc´ı se v paketech. Tato pravidla pokry´vaj´ı veˇtsˇinu zna´my´ch u´tok˚u
a vir˚u. Prˇi zpracova´n´ı paket˚u zabere v´ıce nezˇ 80% cˇasu vyhleda´va´n´ı rˇeteˇzc˚u.[17] Z tohoto
d˚uvodu vznikl syste´m IDS, ktery´ je urcˇen k hardwarove´ akceleraci vyhleda´va´n´ı rˇeteˇzc˚u v
paketech. Toto rˇesˇen´ı umozˇnˇuje zpracova´vat pakety na gigabitovy´ch s´ıt´ıch t´ım zp˚usobem,
zˇe do aplikace Snort posˇle jen podezrˇele´ pakety k jejich dalˇs´ı analy´ze.
Syste´m IDS je zalozˇen na hardwarove´ karteˇ COMBO6X s interfacovou kartou SFPRO.
Tyto karty obsahuj´ı mimo jine´ FPGA cˇipy Virtex-II Pro. Pravidla syste´mu Snort jsou
prˇelozˇena do VHDL ko´du, ktery´ zajiˇst’uje vyhleda´n´ı rˇeteˇzc˚u v paketech. Pakety jsou take´
klasifikova´ny podle nejd˚ulezˇiteˇjˇs´ıch prˇ´ıznak˚u jako jsou zdrojova´ a c´ılova´ IP adresa, protokol
transportn´ı vrstvy a zdrojove´ a c´ılove´ porty. Je pouzˇit synchronizacˇn´ı kmitocˇet 100 Mhz,
prˇicˇemzˇ maxima´ln´ı propustnost dosahuje azˇ 3.2 Gb/s. [17]
Design syste´mu je zalozˇen na vrstevnate´ strukturˇe slozˇene´ z cˇa´sti hardwarove´ a cˇa´sti
softwarove´. Hardwarova´ vrstva se skla´da´ z vrstvy fyzicke´ (COMBO6x a SFPRO karta) a z
vrstvy firmwarove´ (obsah FPGA cˇip˚u). Softwarova´ cˇa´st se skla´da´ z ovladacˇ˚u, d´ıky ktery´m
se chova´ jako obycˇejna´ s´ıt’ova´ karta, z knihoven a na´stroj˚u pro nahra´va´n´ı designu, jeho
ovla´da´n´ı a lad’en´ı. Da´le se budeme zaby´vat pouze vrstvou firmwaru.
Pu˚vodn´ı syste´m byl zalozˇen na command protokolu, ktery´ tvorˇil sbeˇrnici mezi jednot-
kami designu. Jako sbeˇrnice syste´mova´ byla pouzˇita stara´ loka´ln´ı sbeˇrnice. Vı´ce informac´ı
o te´to verzi syste´mu je dostupny´ch naprˇ´ıklad v [16] [17]. S prˇ´ıchodem platformy NetCOPE
(viz[32]) nastala potrˇeba tento systa´m upravit pro tuto platformu. Jelikozˇ je na te´to plat-
formeˇ pouzˇ´ıva´n flexibilneˇjˇs´ı syste´m sbeˇrnic skla´daj´ıc´ı se ze sbeˇrnice FrameLink [30] a ze
syste´mu propojovac´ıch sbeˇrnic, musely by´t komponenty prˇepsa´ny na tyto sbeˇrnice. Pro
FrameLink existuje velke´ mnozˇstv´ı hotovy´ch komponent, cozˇ urychluje vy´voj, na rozd´ıl od
command protokolu, na ktere´m existovaly r˚uzne´ prˇ´ıkazy [16], tud´ızˇ jednotlive´ komponenty
spolu nemusely by´t kompatibiln´ı.
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Syste´m se skla´da´ z na´sleduj´ıc´ıch d˚ulezˇity´ch jednotek. IBUF, jenzˇ je soucˇa´st´ı platformy
Netcope, ktery´ slouzˇ´ı pro prˇ´ıjem paket˚u ze cˇtyrˇ s´ıt’ovy´ch interface, prˇicˇemzˇ je kontrolova´na
jejich de´lka a CRC. Pakety, ktere´ projdou jsou posla´ny do jednotky HFE C, ktera´ slouzˇ´ı k
extrahova´n´ı vybranny´ch hlavicˇek. Tyto hlavicˇky jsou zasla´ny do klasifikacˇn´ı jednotky, ktera´
porovna´ extrahovane´ hlavicˇky s ulozˇeny´mi pravidly syste´mu Snort. Tato jednotka slouzˇ´ı k
omezen´ı pocˇtu nalezeny´ch paket˚u s neˇjaky´m rˇeteˇzcem, poneˇvadzˇ se mu˚zˇe vyskytovat i v
jiny´ch paketech nezˇ odpov´ıdaj´ı dane´mu pravidlu. Paket je zasla´n jednotce pro vyhleda´va´n´ı
rˇeteˇzc˚u. Pokud je paket rozpozna´n jako nezˇa´douc´ı, pak je zasla´n k dalˇs´ı analy´ze syste´mu
Snort. Kompletn´ı sche´ma syste´mu je mozˇne´ naj´ıt v prˇ´ıloha´ch na obr. A.
2.2 HFE C
2.2.1 Popis
Komponenta HFE C slouzˇ´ı k extrakci polozˇek z hlavicˇek s´ıt’ovy´ch protokol˚u. Je zalozˇena
na konecˇne´m automatu, tud´ızˇ je schopna zpracovat v kazˇde´m taktu jedno slovo paketu.
Je napsa´na v jazyce Handel-C jenzˇ je modifikac´ı jazyka C pro popis paraleln´ıch struktur.
Tato jednotka je modifikovatelna´, v dobeˇ prˇekladu je mozˇne´ urcˇit, ktere´ polozˇky se budou
extrahovat [31]. Pro IDS je tato jednotka nastavena tak, aby zpracova´vala pakety s IPv4 a
IPv6 protokoly s´ıt’ove´ vrstvy (vcˇetneˇ ICMP) a s protokoly transportn´ı vrstvy TCP a UDP.
Paket, ktery´ neodpov´ıda´ tomuto nasteven´ı je extrahova´n jako nezna´my´ protokol s´ıt’ove´ a
nebo transportn´ı vrstvy.
2.2.2 Rozhran´ı
Vstupem jednotky je 16 bitova´ sbeˇrnice FrameLink. Ra´mec prˇena´sˇeny´ po te´to sbeˇrnici se
skla´da´ ze dvou cˇa´st´ı. V prvn´ı cˇa´sti, ktera´ ma´ velikost 32 bit˚u obsahuje identifikaci interface,
ktery´ prˇijal paket a velikost paketu v bytech. V na´sleduj´ıc´ı cˇa´sti se vyskytuje samotny´
paket.
Jednotka ma´ dveˇ vy´stupn´ı rozhran´ı. Vy´stupem rozhran´ı STORAGE je 16 bitova´ sbeˇrnice
FrameLink obsahuj´ıc´ı paket.Prˇena´sˇeny´ ra´mec ma´ 3 cˇa´sti. V prvn´ı cˇa´sti, ktera´ ma´ velikost 32
bit˚u obsahuje identifikaci interface, ktery´ prˇijal paket a velikost paketu v bytech. Ve druhe´
cˇa´sti jsou ulozˇeny hlavicˇky s´ıt’ovy´ch protokol˚u. V posledn´ı cˇa´sti jsou ulozˇena uzˇitecˇna´ data
paketu, ve ktere´m jsou na´sledovneˇ hleda´ny rˇeteˇzce. Vy´stupem rozhrann´ı UH je 32 bitova´
sbeˇrnice FrameLink obsahuj´ıc´ı extrahovane´ polozˇky z hlavicˇek ve forma´tu unifikovany´ch
hlavicˇek. Unifikovana´ hlavicˇka se skla´da´ z 16 bitove´ adresy hlavicˇky a 16 bit˚u extraho-
vany´ch dat. Seznam vsˇech podporovany´ch unifikovany´ch hlavicˇek s jejich popisem je mozˇne´
nale´zt v tabulce 2.1.
2.3 Ptrn-match
2.3.1 Popis
Tato jednotka slouzˇ´ı k vyhleda´va´n´ı vzor˚u v datech paketu. Vzory nejsou hleda´ny v hlavicˇka´ch
s´ıt’ovy´ch protokol˚u. Ko´d jednotky je generova´n na za´kladeˇ pravidel syste´mu Snort. Rˇeteˇzec
je prˇeveden na rozsˇ´ıˇreny´ nedeterministicky´ konecˇny´ automat, ktery´ zpracova´va´ cˇtyrˇi znaky
v jednom taktu. Tento automat je pak prˇeveden do ekvivalentn´ı VHDL podoby, ktera´ se
skla´da´ z klopny´ch obvod˚u a prvk˚u AND a OR. T´ımto je mozˇne´ dosa´hnou propustnosti
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ID Adresa hlavicˇky popis
1 0Eh identifikace interface ( prvn´ı hlavicˇka ktera´ prˇijde )
2 00h verze IP
3 01h Zdrojova´ IP adresa (IPv4 i IPv6)
4 02h Zdrojova´ IP adresa (IPv4 i IPv6)
5 03h Zdrojova´ IP adresa (IPv6)
6 04h Zdrojova´ IP adresa (IPv6)
7 05h Zdrojova´ IP adresa (IPv6)
8 06h Zdrojova´ IP adresa (IPv6)
9 07h Zdrojova´ IP adresa (IPv6)
10 08h Zdrojova´ IP adresa (IPv6)
11 09h C´ılova´ IP adresa (IPv4 i IPv6)
12 0Ah C´ılova´ IP adresa (IPv4 i IPv6)
13 0Bh C´ılova´ IP adresa (IPv6)
14 0Ch C´ılova´ IP adresa (IPv6)
15 0Dh C´ılova´ IP adresa (IPv6)
16 0Eh C´ılova´ IP adresa (IPv6)
17 0Fh C´ılova´ IP adresa (IPv6)
18 10h C´ılova´ IP adresa (IPv6)
19 11h Protokol transportn´ı vrstvy (viz 2.2)
20 12h Zdrojovy´ port (TCP, UDP)
21 13h C´ılovy´ port (TCP, UDP)
22 14h Kontroln´ı bity TCP (6 bit˚u)
Tabulka 2.1: Unifikovane´ hlavicˇky






Tabulka 2.2: Protokol transportn´ı vrstvy
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azˇ 3.2 Gb/s prˇi synchronizacˇn´ı frekvenci 100Mhz. Vy´sledkem vyhleda´va´n´ı je vektor, ktery´
urcˇuje jake´ rˇeteˇzce byly nalezeny. Nad t´ımto vektorem a vektorem vy´sledk˚u klasifikace z kla-
sifika´toru je pak provedena operace logicky´ soucˇin a na´sledovneˇ logicky´ soucˇet. Vy´sledkem
je zjiˇsteˇn´ı, zda paket splnil neˇktere´ pravidlo a je tedy podezrˇely´. [17]
2.3.2 Rozhran´ı
Jednotka ma´ dveˇ vstupn´ı rozhran´ı a jedno rozhran´ı vy´stupn´ı.
Vstupn´ı rozhran´ı je tvorˇeno 32 bitovou sbeˇrnic´ı FrameLink. Prˇena´sˇeny´ ra´mec ma´ 3 cˇa´sti.
V prvn´ı cˇa´sti, ktera´ ma´ velikost 32 bit˚u obsahuje identifikaci interface, ktery´ prˇijal paket
a velikost paketu v bytech. Ve druhe´ cˇa´sti jsou ulozˇeny hlavicˇky s´ıt’ovy´ch protokol˚u. V
posledn´ı cˇa´sti jsou ulozˇena uzˇitecˇna´ data paketu, ve ktere´ jsou na´sledovneˇ hleda´ny rˇeteˇzce.
Rozhran´ı od klasifika´toru je slozˇeno z vektoru CLASIFICATION o 5000 prvc´ıch (tento
pocˇet je mozˇno meˇnit prˇi prˇekladu), jehozˇ obsah je validn´ı prˇi aktivn´ım signa´lu CLASI-
FICATION VLD a je potvrzova´no jednotkou nastaven´ım signa´lu CLASIFICATION ACK.
Tento vektor obsahuje informaci o tom, ktera´ pravidla byla splneˇna paketem prˇi klasifikaci.
Vy´stupn´ı rozhran´ı je tvorˇeno signa´lem PTRN MATCH MATCH, ktery´ je aktivn´ı pokud
je paket podezrˇely´. Hodnota signa´lu je platna´ pokud je aktivn´ı prˇ´ıznak ukoncˇen´ı klasifikace
PTRN MATCH EOP.




Klasifika´tor slouzˇ´ı ke klasifikaci paket˚u podle peˇti prˇ´ıznak˚u. Jedna´ se o protokol, zdrojo-
vou IP adresu, c´ılovou IP adresu, zdrojovy´ port a c´ılovy´ port. Cˇa´st ko´du klasifika´toru je
generova´na z pravidel snorta, tud´ızˇ je trˇeba prˇi zmeˇneˇ pravidel prˇelozˇit a nahra´t do FPGA
novy´ design. Jednotka pouzˇ´ıva´ CAM pameˇt’ na cˇipu a pole prvk˚u typu logicky´ soucˇin, ktere´
je vyuzˇito pro klasifikaci podle protokolu. Dı´ky pouzˇit´ı pameˇti CAM je mozˇne´ prova´deˇt
klasifikaci podle vsˇech pravidel najednou. [29]
2.4.2 Rozhran´ı
Jednotka ma´ jedno vstupn´ı a jedno vy´stupn´ı rozhran´ı.
Vstupn´ım rozhran´ım je 32 bitovy´ protokol FrameLink obsahuj´ıc´ı unifikovane´ hlavicˇky.
Pro popis unifikovany´ch hlavicˇek viz. 2.2.2.
Vy´stupem klasifikace je vektor RESULT o 5000 prvc´ıch (tento pocˇet je mozˇno meˇnit
prˇi prˇekladu), ktery´ obsahuje informace o tom, ktera´ pravidla byla splneˇna. Obsah tohoto
vektoru je platny´ pokud je signa´l RESULT VLD aktivn´ı. Prˇijet´ı dat mus´ı by´t potvrzeno
odeb´ıraj´ıc´ı jednotkou nastaven´ım signa´lu RESULT ACK do aktivn´ıho stavu.
Da´le komponenta obsahuje dveˇ rozhrann´ı typu MI32. Jedno slouzˇ´ı pro zjiˇst’ova´n´ı infor-
mac´ı o stavu komponenty a druhe´ pro nahra´va´n´ı obsahu pameˇti CAM.
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Kapitola 3
Rozsˇ´ıˇren´ı o podporu IPv6
3.1 U´vod
S postupny´m rozsˇiˇrova´n´ım protokolu IPv6 a vyda´n´ım nove´ verze syste´mu Snort (verze 2.8
viz. [18]) vznikla nutnost upravit stavaj´ıc´ı klasifika´tor. Klasifika´tor p˚uvodn´ıho IDS podpo-
roval pouze protokol IPv4.[29]
3.2 IPv6 z pohledu klasifika´toru
Protokol IPv6 prˇinesl mnohe´ novinky. Z pohledu klasifika´toru je nejd˚ulezˇiteˇjˇs´ı zmeˇnou
zmeˇna adresova´n´ı. Na rozd´ıl od IPv4, kde jsou adresy 32 bitove´, zava´d´ı IPv6 adresy 128
bitove´ [25]. Dalˇs´ı d˚ulezˇitou zmeˇnou je to, zˇe dosˇlo ke zmeˇneˇ protokolu ICMP. Nova´ verze
ICMPv6 sloucˇila sluzˇby poskytovane´ drˇ´ıve protokoly ICMP, ARP, IGMP a prˇidala k nim
dalˇs´ı sluzˇby jako bezestavove´ prˇideˇlova´n´ı adres, atd. [21] Soucˇasneˇ nasta´va´ proble´m v tom,
zˇe protokoly IPv4 a IPv6 mohou na s´ıti koexistovat.
Z pohledu klasifika´toru je d˚ulezˇite´ umı´steˇn´ı pole verze v hlavicˇce na stejne´m mı´steˇ,
cozˇ umozˇnˇuje lehce odliˇsit verzi protokolu IP. Kromeˇ pol´ı zdrojove´ a c´ılove´ adresy nejsou
ostatn´ı pole pro klasifika´tor zaj´ımave´.
3.3 Adresova´n´ı v IPv6
IPv6 prˇina´sˇ´ı 128 bitove´ adresy, ktere´ prˇina´sˇ´ı 2128 mozˇny´ch adres. T´ımto byl vyrˇesˇen
nejza´vazˇneˇjˇs´ı proble´m IPv4 a to nedostatek adres. Adresy IPv6 se skla´daj´ı ze 64 bitove´ho
prefixu s´ıteˇ a 64 bitove´ cˇa´sti pro identifikaci konkre´tn´ıho zarˇ´ızen´ı. Tato cˇa´st adresy mu˚zˇe
by´t generova´na na za´kladeˇ MAC adresy, cˇi prˇiˇrazena. Z d˚uvodu zachova´n´ı anonymity se vy-
vinuly syste´my pomoc´ı nichzˇ se negeneruje tato cˇa´st z unika´tn´ı MAC adresy, ale je pouzˇita
metoda generova´n´ı na´hodny´ch rˇeteˇzc˚u viz. [25]. Prefixy se zapisuj´ı stejneˇ jako u CIDR jako
lomı´tko na´sledovane´ de´lkou prefixu.
Adresy IPv6 se zapisuj´ı jako osm cˇtyrˇ bytovy´ch hexadecima´ln´ıch cˇ´ıslic oddeˇleny´ch
dvojtecˇkou. Uvozuj´ıc´ı nuly kazˇde´ho bloku je mozˇne´ vynechat. Jednu skupinu v´ıce nulovy´ch
blok˚u je mozˇne´ nahradit dveˇmi dvojtecˇkami za sebou [25]. Prˇ´ıklad:
2001:0db8:0000:0000:0000:00aa:0000:0bed -> 2001:db8::aa:0:bed
IPv6 se deˇl´ı na adresy typu unicast, multicast a anycast [25]. Toto rozliˇsen´ı vsˇak nen´ı
z hlediska klasifika´toru podstatne´. Podstatneˇjˇs´ı je, zˇe prefix ::ffff:0:0/96 se pouzˇ´ıva´ pro
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mapova´n´ı IPv4 adres do IPv6 adresove´ho prostoru [24]. Toto je beˇzˇneˇ vyuzˇ´ıva´no pro IP
stack, ktery´ tak reprezentuje IPv4 adresy aplikac´ım napsany´m pro IPv6. Dı´ky mozˇnosti
pouzˇit´ı tohoto prefixu je mimo jine´ mozˇna´ dobra´ koexistence IPv4 a IPv6 na jedne´ s´ıti.
Tento zp˚usob mapova´n´ı IPv4 adres na IPv6 adresy je vyuzˇit v klasifika´toru s podporou
IPv6. Tento zp˚usob transformace ma´ urcˇita´ omezen´ı. Tato omezen´ı se ty´kaj´ı toho, zˇe neˇktera´
pole hlavicˇky IPv4 nelze transformovat na pole hlavicˇky IPv6 [24].
3.4 Na´vrh a implementace
Po analy´ze soucˇasne´ struktury klasifika´toru jsem dosˇel k za´veˇru, zˇe nejlepsˇ´ım rˇesˇen´ım bude
upravit pameˇt’ typu CAM tak, aby mı´sto adres IPv4 obsahovala adresy IPv6 s vyuzˇit´ım
mapova´n´ı adres IPv4 na adresy IPv6. U klasifika´toru neza´lezˇ´ı na omezen´ıch, ktera´ vyply´vaj´ı
z tohoto zp˚usobu transformace adres. Pameˇt’ CAM byla rozsˇ´ıˇrena z 68 bit˚u (4 bity protokol
+ 2 x 32 bit˚u adresy) na 260 bit˚u (4 bity protokol + 2 x 128 bit˚u adresy) na polozˇku. Da´le je
nutne´ zmeˇnit konecˇny´ automat jednotky prefetch, ktera´ zajiˇst’uje nacˇ´ıta´n´ı z unifikovany´ch
hlavicˇek ze vstupn´ıho FrameLinkove´ho rozhran´ı do registr˚u jednotky klasifika´toru. Tato
zmeˇna spocˇ´ıva´ v prˇida´n´ı podpory zpracova´n´ı unifikovany´ch hlavicˇek vztahuj´ıc´ıch se k pro-
tokolu IPv6, tj. adres. V jednotce klasifika´toru byly rozsˇ´ıˇreny registry pro ulozˇen´ı IP adres
na 128 bit˚u. Take´ byla prˇida´na mozˇnost resetovat tyto registry po zkoncˇen´ı zpracova´va´n´ı
unifikovany´ch hlavicˇek. Registry se resetuj´ı na hodnotu odpov´ıdaj´ıc´ı bina´rn´ı reprezentaci
prefixu ::ffff:0:0/96, cozˇ umozˇnˇuje snadne´ nahra´va´n´ı IPv4 adres, ktere´ zmeˇn´ı pouze od-
pov´ıdaj´ıc´ıch 32 bit˚u.
Rozsˇ´ıˇren´ım de´lky jedne´ polozˇky pameˇti CAM na 260 bit˚u dosˇlo k na´r˚ustu velikosti
zabrane´ plochy na cˇipu FPGA pameˇt´ı CAM. U 32 polozˇek v pameˇti CAM byla zabra´na
plocha cca. 6% cˇipu VirtexII-Pro na karteˇ COMBO6X. Tento proble´m vsˇak nen´ı tak va´zˇny´,
jak by se mohlo zda´t, nebot’ pravidla jsou cˇasto postavena´ tak, zˇe v´ıce pravidel ma´ stejny´
protokol a zdrojovou i c´ılovou adresu, tud´ızˇ mu˚zˇe sd´ılet stejne´ polozˇku pameˇti CAM. Sche´ma
klasifika´toru je mozˇne´ naj´ıt na obr. 3.1





C´ılem verifikace nen´ı hleda´n´ı chyb, ny´brzˇ oveˇrˇen´ı zda se design chova´ podle zadany´ch spe-
cifikac´ı. Proto je vhodne´, aby pra´ce na verifikaci prob´ıhaly soubeˇzˇneˇ s procesem tvorby
designu. Da´le je vhodne´, aby pokud je to mozˇne´ nedeˇlal verifikaci a design jeden cˇloveˇk,
ale v´ıce lid´ı poneˇvadzˇ plat´ı, zˇe v´ıce lid´ı bude mı´t na specifikaci v´ıce r˚uzny´ch pohled˚u. Tato
kapitola vycha´z´ı prˇedevsˇ´ım z [5].
4.2 Mı´sta vy´skytu chyb
Chyby se mohou vyskytovat na r˚uzny´ch u´rovn´ıch. Na u´rovni jednotlivy´ch blok˚u se jedna´ o
chyby vytvorˇene´ jedn´ım cˇloveˇkem, tud´ızˇ snadno odhalitelne´ rˇ´ızeny´mi testy. Dalˇs´ı u´rovn´ı je
u´rovenˇ na styku v´ıce komponent. Tady vznikaj´ı naprˇ´ıklad chyby vyply´vaj´ıc´ı z rozd´ılne´ho
pochopen´ı stejne´ specifikace [5].
Jelikozˇ testova´n´ı jednotlivy´ch komponent je rychlejˇs´ı nezˇ testova´n´ı slozˇite´ho celku, je
doporucˇeno postupovat prˇi testova´n´ı tak, zˇe se nejdrˇ´ıve otestuj´ı jednotlive´ komponenty a
azˇ pak vy´sledny´ celek. [5] S rostouc´ı slozˇitost´ı designu roste i obt´ızˇnost jeho verifikace.
4.3 Metody Verifikace
4.3.1 Forma´ln´ı verifikace
Forma´ln´ı verifikace prova´d´ı verifikaci designu forma´lneˇ tj. matematicky. Nezbytny´m prˇedpokladem
pro proveden´ı forma´ln´ı verifikace je existence forma´ln´ı specifikace zapsane´ forma´ln´ı logikou.
Jediny´m plneˇ automatizovatelny´m typem forma´ln´ı verifikace je model checking, tud´ızˇ mus´ı
by´t forma´ln´ı specifikace zapsa´na formulemi tempora´ln´ı logiky. Vy´hodou forma´ln´ı verifi-
kace je jej´ı u´plnost, tud´ızˇ je vhodna´ pro verifikaci kriticky d˚ulezˇity´ch design˚u. Nevy´hody
forma´ln´ı verifikace jsou nutnost znalosti tempora´ln´ı logiky pro vytvorˇen´ı forma´ln´ı speci-
fikace a hluboke´ pochopen´ı problamatiky hardware pro specifikaci verifikacˇn´ıho prostrˇed´ı.
Vy´sˇe uvedene´ nevy´hody zp˚usobuj´ı vy´razny´ pokles rychlosti verifikace designu, takzˇe nestacˇ´ı
rychlosti vy´voje designu. [4]
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4.3.2 Rˇı´zene´ testova´n´ı
Jedna´ se o tradicˇn´ı zp˚usob verifikace prostrˇednictv´ım testbench˚u. Verifika´tor si prˇecˇte spe-
cifikaci designu, na za´kladeˇ ktere´ vytvorˇ´ı verifikacˇn´ı pla´n. Verifikacˇn´ı pla´n obsahuje sadu
test˚u. Kazˇdy´ z nich se zameˇrˇuje na otestova´n´ı urcˇite´ cˇa´sti vlastnost´ı. Na za´kladeˇ teˇchto
pla´n˚u se provede na´vrh testovac´ıch vektor˚u, jenzˇ se vysˇlou do testovane´ho designu. Vy´stupy
z jednotky jsou pak rucˇneˇ porovna´ny s prˇedpokla´dany´mi vy´sledky. Pokud test probeˇhne
spra´vneˇ, implementuje dalˇs´ı test v porˇad´ı. [5]
Vy´hodou tohoto prˇ´ıstupu je sta´ly´ postup verifikace vprˇed a brzke´ pocˇa´tecˇn´ı vy´sledky
(viz obra´zek 4.1). Nevy´hodou je naopak dlouha´ doba nezˇ se verifikace dokoncˇ´ı a tud´ızˇ
na´rocˇnost na lidske´ zdroje. Dalˇs´ı nevy´hodou je, zˇe testovac´ı vektory navrhuje cˇloveˇk a tud´ızˇ
se zameˇrˇuje na oblasti, kde si mysl´ı, zˇe by chyby mohly by´t. Tud´ızˇ nemus´ı testy obsa´hnou
vsˇechny chyby (viz obra´zek 4.2). Take´ plat´ı, zˇe zdvojna´sob´ıme-li slozˇitost designu, pak se
doba potrˇebna´ k verifikaci take´ zdvojna´sob´ı. [5]
Obra´zek 4.1: Graf postupu rˇ´ızene´ho testova´n´ı. (podle [5])
4.3.3 Constrined-random test
Popis
Testbench by meˇl prova´deˇt tyto za´kladn´ı cˇinnosti prˇi verifikaci (podle [5]):
• Vytva´rˇet stimuly.
• Aplikovat tyto stimuly na testovany´ design.
• Z´ıska´vat reakce na tyto stimuly.
• Kontrolovat spra´vnost reakc´ı.
• Meˇrˇit pokrok verifikace oproti c´ıl˚um verifikace.
Rˇ´ızene´ testova´n´ı prova´d´ı automaticky pouze polozˇky dveˇ a trˇi vy´sˇe uvedene´ho seznamu.
Zbyle´ se prova´d´ı manua´lneˇ. Cˇasova´ na´rocˇnost tohoto zpracova´n´ı vedla k vytvorˇen´ı meto-
dologie, ktera´ by umozˇnˇovala prova´deˇt tyto cˇinnosti automaticky.
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Obra´zek 4.2: Pokryt´ı prostoru jednotlivy´mi testy. (podle [5])
Tato metodologie stav´ı na na´sleduj´ıc´ıch principech (dle [5]):
Na´hodne´ stimuly: Generova´n´ım na´hodny´ch stimul˚u mu˚zˇeme otestovat i chyby, o ktery´ch
bychom nikdy neprˇedpokla´dali, zˇe mohou vzniknout (viz. obr) .
Functional coverage: Jelikozˇ pouzˇ´ıva´me na´hodne´ stimuly, mus´ıme meˇrˇit pokrok verifi-
kace oproti c´ıl˚um verifikace.
Vrstevny´ testbench s pouzˇit´ım transakc´ı: Rozdeˇlen´ım testbenche do vrstev a jednot-
livy´ch spolu komunikuj´ıc´ıch mod˚u doc´ıl´ıme toho, zˇe se na´m bude le´pe rˇesˇit jeho vy-
tvorˇen´ı. Testbench totizˇ na rozd´ıl od rˇ´ızene´ho testova´n´ı mus´ı prova´deˇt i automatickou
kontrolu vy´sledk˚u, generova´n´ı na´hodny´ch stimul˚u, apod.
Spolecˇny´ testbench pro vsˇechny testy: Rozdeˇlen´ım testbeche na jednotlive´ moduly a
vhodny´m na´vrhem doc´ıl´ıme toho, zˇe ho nebudeme muset s kazˇdy´m testem prˇepisovat.
Ko´d pro jednotlive´ testy oddeˇlen od spolecˇne´ho testbenche: Ko´d specificky´ pro jed-
notlive´ testy by meˇl by´t oddeˇlen od spolecˇne´ho tesbenche, aby ho zbytecˇneˇ nekom-
plikoval.
Vytvorˇen´ı te´to infrastruktury zabere delˇs´ı dobu nezˇ v prˇ´ıpadeˇ rˇ´ızene´ho testova´n´ı, ale
na´sledny´ proces verifikace je rychlejˇs´ı (viz. obra´zek 4.3). Na´hodne´ testy mohou take´ odhalit
chyby a nespecifikovane´ chova´n´ı, ktere´ by nebyly odhaleny rˇ´ızeny´mi testy (viz obra´zek 4.4).
Prˇi vlastn´ı verifikaci je vhodne´ postupovat se zakomponova´n´ım zpeˇtne´ vazby do pro-
cesu verifikace (viz obra´zek 4.5). Na zacˇa´tku se zacˇne s testy se za´kladn´ımi omezen´ımi
na´hodne´ho generova´n´ı, ty se nechaj´ı neˇkolikra´t probeˇhnout s r˚uzny´m nastaven´ım seedu
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Obra´zek 4.3: Graf postupu na´hodne´ho testova´n´ı testova´n´ı (sˇedeˇ) oproti rˇ´ızene´mu testova´n´ı
(cˇerneˇ). (podle [5])
genera´toru pseudona´hodny´ch cˇ´ısel, prˇicˇemzˇ se meˇrˇ´ı fuctional coverage. Pote´ se urcˇ´ı chyby,
udeˇlaj´ı se minima´ln´ı zmeˇny ko´du, prˇ´ıpadneˇ se uprav´ı omezen´ı a test se opakuje, dokud ne-
dosa´hneme pozˇadovany´ch vy´sledk˚u. Rˇ´ızene´ testy by se meˇly pouzˇ´ıvat pouze pro testova´n´ı
vlastnost´ı, ktere´ by bylo na´hodny´mi testy obt´ızˇne´ dosa´hnout. Zakomponova´n´ı te´to zpeˇtne´
vazby umozˇnˇuje zrychlit proces verifikace (viz obra´zek 4.6). [5]
Komponenty vrstevne´ho testbenche
Vrstevny´ testbench se skla´da´ z neˇkolika vrstev, ktere´ seskupuj´ı logicky k sobeˇ patrˇ´ıc´ı
komponenty (podle [5]) viz obra´zek 4.7. Vrstvy command, functional a scenario spolu
tvorˇ´ı prostrˇed´ı, ktere´ simuluje okoln´ı HW komponenty. Tyto vrstvy by meˇli by´t vytva´rˇeny
soucˇasneˇ s designem DUT jizˇ od zacˇa´tku vy´voje. V za´vislosti na slozˇitosti verifikovane´ho
designu je mozˇne´ neˇktere´ cˇasti vynechat nebo je sloucˇit s jiny´mi. Vı´ce o metodologii se
mu˚zˇete docˇ´ıst v [1] [11].
Vrstva signal V te´to vrstveˇ se nacha´z´ı samotny´ testovany´ design. Je oznacˇen DUT z
anglicke´ho design under test. Tato jednotka je prˇipojena ke zbytku testbenche signa´ly.
Vrstva command V na´sleduj´ıc´ı vrstveˇ se nacha´z´ı neˇkolik jednotek. Jedna´ se o driver,
monitor a assertions.
Driver vytva´rˇ´ı na za´kladeˇ jednotlivy´ch prˇ´ıkaz˚u od agenta signa´ly pro DUT. Monitor
prova´d´ı cˇinnost opacˇnou, tj. prˇ´ıjma´ vy´stupn´ı signa´ly DUT a vytva´rˇ´ı z nich jednotlive´
prˇ´ıkazy. Assertions slouzˇ´ı pro monitorova´n´ı stavu jednotlivy´ch signa´l˚u DUT.
Vrstva functional V te´to vrstveˇ se nacha´z´ı jednotky agent, scoreboard a checker.
Agent rozdeˇluje transakce na jednotlive´ prˇ´ıkazy, ktere´ zas´ıla´ driveru a scoreboardu.
Scorbord na za´kladeˇ prˇijaty´ch prˇ´ıkaz˚u predikuje ocˇeka´vany´ vy´stup, ktery´ je pak srovna´n
jednotkou checker s vy´stupem DUT.
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Obra´zek 4.4: Pokryt´ı prostoru jednotlivy´mi na´hodny´mi testy. (podle [5])
Vrstva scenario U´lohou genera´toru v te´to vrstveˇ je rˇ´ıdit vrstvu functional. Prova´d´ı
randomizaci transakc´ı, na za´kladeˇ sce´na´rˇe. Sce´na´rˇem mu˚zˇe by´t naprˇ´ıklad prˇenos paketu.
Genera´tor je veˇtsˇinou implementova´n s pouzˇit´ım na´vrhove´ho vzoru factory.
Vrstva test a functional coverage Test rˇ´ıd´ı cely´ proces verifikace. Nastavuje naprˇ´ıklad
parametry genera´toru.
Functional coverage slouzˇ´ı k meˇrˇen´ı postupu vsˇech test˚u a by´va´ cˇasto meˇneˇna v pr˚ubeˇhu
vy´voje. Z tohoto d˚uvodu nen´ı soucˇa´st´ı prostrˇed´ı.
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Obra´zek 4.5: Zpeˇtna´ vazba v procesu verifikace. (prˇevzato z [5] - Figure 1-5)
Obra´zek 4.6: Vy´znam zpeˇtne´ vazby v procesu verifikace. Cˇerneˇ bez zpeˇtne´ vazby, sˇedeˇ se
zpeˇtnou vazbou. (podle z [5])
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Historie jazyka SystemVerilog se zacˇ´ına´ psa´t roce 2002, kdy byl organizaci Accelera da-
rova´n jazyk Superlog, cozˇ bylo rozsˇ´ıˇren´ı jazyka Verilog. Spolu s jazykem OpenVera, ktery´
poskytnul verifikacˇn´ı cˇa´st, vytvorˇil za´klad jazyka SystemVerilog. V roce 2003 byl tento
jazyk standardizova´n organizac´ı Accelera. V roce 2005 se stal jazykem standardizovany´m
organizac´ı IEEE. [26]
SystemVerilog v sobeˇ kombinuje vlastnosti jak jazyk˚u pro popis hardware, tak jazyk˚u
pro verifikaci hardware. [5]
V na´sleduj´ıc´ıch cˇa´stech budou popsa´ny d˚ulezˇite´ konstrukce a rysy jazyka. Obsah teˇchto
cˇa´st´ı byl vytvorˇen na za´kladeˇ [5] [19] [10].
5.2 Datove´ typy
5.2.1 Za´kladn´ı datove´ typy
SystemVerilog podporuje velke´ mnozˇstv´ı za´kladn´ıch datovy´ch typ˚u. Tyto typy mu˚zˇeme
rozdeˇlit na typy cˇtyrˇhodnotove´ a dvouhodnotove´. Mezi cˇtyrˇhodnotove´ typy patrˇ´ı typ logic a
wire. Mezi typy dvouhodnotove´ patrˇ´ı bit, byte, shortint, int a long int. Typ bit zauj´ıma´ mezi
ostatn´ımi zvla´sˇtn´ı postaven´ı, nebot’ je vzˇdy bez zname´nka a umozˇnˇuje vytva´rˇet libovolneˇ
velke´ promeˇnne´. Ostatn´ı typy maj´ı pevneˇ danou velikost a jsou standardneˇ zname´nkove´,
prˇicˇemzˇ se mohou prˇepnout na bezzname´nkove´ pomoc´ı kl´ıcˇove´ho slova unsigned. Prˇi pouzˇ´ıvan´ı
zname´nkovy´ch typ˚u je trˇeba bra´t zrˇetel na to, zˇe mohou zp˚usobovat proble´my prˇi rando-
mizaci. Vsˇechny tyto typy je mozˇne´ indexovat i po bitech.
5.2.2 Pole
SystemVerilog podporuje multidimenziona´ln´ı pole jak pevne´ velikosti, tak promeˇnne´ veli-
kosti. SystemVerilog umozˇnˇuje deklarovat pole jako packed a unpacked, prˇicˇemzˇ jedno pole
mu˚zˇe by´t obou dvou typ˚u. Pole typu unpacked se vytvorˇ´ı tak, zˇe se dimenze pole zap´ıˇs´ı azˇ
za na´zev pole. Typ unpacked znacˇ´ı, zˇe prvky pole budou ukla´da´ny tak, zˇe velikost kazˇde´ho
prvku bude zaokrouhlena na na´sobky 32-bit˚u. To naprˇ´ıklad u pole jednobitovy´ch hodnot
typu bit prˇedstavuje ply´tva´n´ı pameˇt’ovy´m prostorem. Pro lepsˇ´ı vyuzˇit´ı mu˚zˇe by´t pole de-
klarova´no jako typ packed. Prˇi pouzˇit´ı tohoto typu jsou data ukla´da´na hned za sebou bez
volny´ch mı´st. Toto znamenna´ nejen, zˇe pameˇt’ bude vyuzˇ´ıva´na efektivneˇji, ale umozˇnˇuje to
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pracovat s cely´m polem mı´sto s jeho jednotlivy´mi prvky. Pole typu packed maj´ı to omezen´ı,
zˇe mohou by´t pouze fixn´ı velikosti, tj. nemohou by´t tohoto typu dynamicka´ pole, asociativn´ı
pole, nebo fronty.
Pole je mozˇne´ kop´ırovat a porovna´vat jako celek. Porovna´va´n´ı je omezeno jen na rovnost
a nerovnost. I prˇi pra´ci s polem je mozˇne´ adresovat jednotlive´ bity prvk˚u pole.
5.2.3 Fronta
SystemVerilog zavedl uzˇitecˇny´ datovy´ typ fronta. Fronta je deklarova´na podobneˇ jako pole,
ale v deklaraci mez´ı ma´ uveden znak $. Datovy´ typ fronta umozˇnˇuje vkla´da´n´ı a maza´n´ı kde-
koliv ve sve´m obsahu, prˇicˇemzˇ pra´ce se zacˇa´tkem a koncem fronty je nejrychlejˇs´ı. Vkla´da´n´ı
do strˇedu fronty je nejpomalejˇs´ı, nebot’ je trˇeba prˇesunout azˇ p˚ulku obsahu fronty.
5.2.4 Asociativn´ı pole
Asociativn´ı pole umozˇnˇuje vytva´rˇet rozsa´hla´ pole, ktera´ vsˇak nezab´ıraj´ı velkou oblast
pameˇti. Toto pole totizˇ obsahuje pouze prvky, ktere´ jsme do neˇj zapsali. Je vhodne´ naprˇ´ıklad
pro simulaci velke´ pameˇti, ve ktere´ pracujeme pouze s neˇkolika rozpty´leny´mi polozˇkami.
Asociativn´ı pole mu˚zˇe by´t indexova´no bud’ cˇ´ıslem, nebo rˇeteˇzcem. Pokud je indexova´no
cˇ´ıslem, pak se mus´ı deklarovat s pouzˇit´ım *. Indexova´n´ı rˇeteˇzcem se prˇi deklaraci zada´
kl´ıcˇovy´m slovem string.
Asociativn´ı pole poskytuje neˇkolik funkc´ı pro pra´ci s indexy pole a s obsahem pole. Jedna´
se zejme´na o z´ıska´n´ı pocˇa´tecˇn´ıho a na´sleduj´ıc´ıho indexu a o smaza´n´ı prvku asociativn´ıho
pole. Take´ je pouzˇitelna´ funkce exists, ktera´ zjiˇst’uje zda zadany´ prvek v poli existuje.
5.2.5 Metody pol´ı
S poli typu unpacked (cozˇ mohou by´t fixn´ı, dynamicka´ a asosiativn´ı pole a fronty) mohou
by´t pouzˇity metody pol´ı. Tyto metody zahrnuj´ı operace od soucˇtu prvk˚u v poli po jejich
serˇazen´ı. Metody mu˚zˇeme rozdeˇlit na neˇkolik skupin.
Jednou ze skupin jsou metody operuj´ıc´ı nad prvky pole a vracej´ıc´ı skala´rn´ı hodnotu. Do
te´to skupiny patrˇ´ı metody jako sum, product, and, or, xor. Naprˇ´ıklad metoda sum provede
soucˇet vsˇech prvk˚u pole.
Dalˇs´ı skupinou jsou metody, ktere´ vyhleda´vaj´ı prvky pole podle neˇjake´ho krite´ria. Tyto
metody vrac´ı vy´sledek ve formeˇ fronty. Do te´to skupiny patrˇ´ı naprˇ´ıklad metody min a max
cˇ´ı metoda find.
Rˇazen´ı pol´ı lze prova´deˇt pomoc´ı metod pol´ı pouze pro pole jednorozmeˇrna´.
5.2.6 Uzˇivatelsky definovane´ typy
SystemVerilog umozˇnˇuje vytva´rˇet uzˇivatelsky definovanne´ typy. Podporuje typy struct a
union, prˇicˇemzˇ u struct mu˚zˇe by´t pouzˇito kl´ıcˇove´ slovo packed, cozˇ prˇina´sˇ´ı obdobne´ vlast-
nosti jake´ jsou popsa´ny vy´sˇe u pol´ı. Jinak se chovaj´ı podobneˇ jako v jazyce C.
Vy´cˇtove´ typy je mozˇno take´ vytvorˇit v jazyce SystemVerilog. Promeˇnne´ vy´cˇtove´ho typu
umozˇnˇuj´ı pouzˇ´ıt neˇkolik metod pro pra´ci s nimi. Naprˇ´ıklad metoda name vra´t´ı jme´no




SystemVerilog umozˇnˇuje pra´ci se rˇeteˇzci. Rˇeteˇzec se chova´ jako dynamicke´ pole jehozˇ jed-
notlive´ prvky jsou typu byte. Rˇeteˇzec umozˇnˇuje pouzˇ´ıvat pro pra´ci s jeho obsahem metody
jako getc, putc, toupper, tolower, substr apod.
5.3 Objektoveˇ orientovane´ programova´n´ı
Jeden z nejveˇtsˇ´ıch prˇ´ınos˚u SystemVerilogu je podpora objektoveˇ orientovane´ho progra-
mova´n´ı. Dı´ky podporˇe objektoveˇ orientovane´ho programova´n´ı je mozˇne´ psa´t ko´d zejme´na
pro u´cˇely verifikace mnohem efektivneˇji. Take´ se le´pe dodrzˇuje cˇleneˇn´ı tesbenche do jednot-
livy´ch cˇa´st´ı.
Objekty jsou vytva´rˇeny vola´n´ım konstruktoru - metody new. Jelikozˇ SystemVerilog
pouzˇ´ıva´ garbage collector, existuje objekt do te´ doby dokud na neˇj existuje neˇjaka´ reference.
Pote´ je odstraneˇn. Pokud chceme odstranit objekt nastav´ıme handle tohoto objektu na null,
cˇ´ımzˇ odstran´ıme referenci.
SystemVerilog podporuje staticke´ atributy trˇ´ıd. Viditelnost atribut˚u trˇ´ıd je mozˇne´ na-
stavit na public nebo private, prˇicˇemzˇ defaultn´ı nastaven´ı je public.
SystemVerilogem je podporova´na jednoducha´ deˇdicˇnost. Prˇi pouzˇit´ı kl´ıcˇove´ho slova vir-
tual u metod, je mozˇne´ implementovat polymorfismus.
5.4 Randomizace
5.4.1 U´vod
Prˇi implementaci CRT se pouzˇ´ıva´ automaticke´ generova´n´ı testcases. CRT se obecneˇ skla´da´
ze dvou cˇa´st´ı: Testovac´ıho ko´du, ktery´ vytva´rˇ´ı na´hodny´ vstup pro DUT a z genera´toru
pseudona´hodny´ch cˇ´ısel. Prˇi zmeˇneˇ seedu tohoto genera´toru se zmeˇn´ı chova´n´ı cele´ho syste´mu.
Randomizovat mu˚zˇeme sˇirokou sˇka´lu stimul˚u. Nejjednodusˇsˇ´ı se mu˚zˇe zda´t randomizace
dat. Toto vsˇak nen´ı dostacˇuj´ıc´ı, poneˇvadzˇ by jsme oveˇrˇili pouze datovou cestu. Pro kom-
pletn´ı oveˇrˇen´ı jednotky je trˇeba randomizovat take´ kontroln´ı cestu. Randomizovat mu˚zˇeme
sˇirokou sˇka´lu vstup˚u jednotky, naprˇ´ıklad podle [[5]]:
Konfiguraci zarˇ´ızen´ı: Je trˇeba vyzkousˇet co nejv´ıce mozˇny´ch konfigurac´ı zarˇ´ızen´ı. (Naprˇ´ıklad
pocˇet kana´l˚u, ...)
Konfiguraci prostrˇed´ı: Je nutne´ nastavit prostrˇed´ı testbenche tak, aby co nejle´pe simu-
loval mozˇna´ rea´lna´ zapojen´ı. (Naprˇ´ıklad pocˇet rozhran´ı,...)
Vstupn´ı data: Randomizace vstupn´ıch dat (FrameLinkovy´ ra´mec,...)
Zapouzdrˇena´ vstupn´ı data: Vstupn´ı stimuly se mohou skla´dat z r˚uzny´ch u´rovn´ı, ktere´
je nutne´ spra´vneˇ randomizovat (Naprˇ´ıklad IP paket do Ethernetove´ho ra´mce,...)
Vyj´ımky a chyby protokol: Je nutne´ zjistit co se stane, kdyzˇ dojde k neˇjake´ chybeˇ ve
vstupn´ım protokolu, proto je vhodne´ na´hodneˇ vkla´dat v na´hodny´ch intervalech do
protokolu chyby.
Zpozˇdeˇn´ı: Protokoly cˇasto pocˇ´ıtaj´ı s t´ım, zˇe neˇjaka´ data prˇijdou v urcˇite´m intervalu po
zˇa´dosti o neˇ. Neˇktere´ jednotky deklaruj´ı ochotu komunikovat s druhou jednotkou.
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Obecneˇ se da´ rˇ´ıci, zˇe cˇ´ım veˇtsˇ´ı mnozˇstv´ı stimul˚u bude na´hodne´, t´ım veˇtsˇ´ı bude pravdeˇpodobnost
nalezen´ı chyb.
5.4.2 Prostrˇedky SystemVerilogu pro randomizaci
Randomizace by´va´ neju´cˇineˇjˇs´ı tehdy, kdyzˇ se vyuzˇije ve spolupra´ci s objektoveˇ orientovany´m
programova´n´ım, kdy seskup´ıme sprˇ´ızneˇne´ promeˇnne´ do trˇ´ıd. Randomizaci neˇjake´ho objektu
spust´ıme zavola´n´ım metody randomize. Pokud prˇi randomizaci dojde k neˇjake´mu proble´mu
vrac´ı tato funkce 0.
Rand a randc
Pomoc´ı kl´ıcˇovy´ch slov rand a randc je mozˇne´ nastavit, zˇe urcˇita´ promeˇnna´ nebo atribut bude
randomizova´na. Kl´ıcˇove´ slovo rand znacˇ´ı, zˇe bude promeˇnne´ prˇiˇrazena na´hodna´ hodnota,
prˇicˇemzˇ se tato hodnota mu˚zˇe kdykoliv opakovat. Pouzˇit´ım randc doc´ıl´ıme toho, zˇe budou
vygenerova´ny vsˇechny hodnoty, nezˇ se zacˇnou na´hodne´ hodnoty opakovat.
Omezen´ı generovany´ch hodnot
Prˇi generova´n´ı na´hodny´ch cˇ´ısel cˇasto potrˇebujeme rozsah generovanny´ch hodnot omezit.





V tomto prˇ´ıkladeˇ byl vytvorˇen constraint jmeno, ktery´ rˇ´ıka´, zˇe atribut a mus´ı by´t mensˇ´ı
nezˇ 10 a atribut c mus´ı by´t veˇtsˇ´ı nezˇ a.
Omezen´ı mohou naby´vat slozˇity´ch podob, je mozˇne´ naprˇ´ıklad nadeklarovat, zˇe se hod-
noty promeˇnne´ mus´ı nacha´zet v urcˇity´ch rozsaz´ıch, je mozˇne´ stanovit za´vislost na jiny´ch
promeˇnny´ch, u pol´ı je mozˇne´ naprˇ´ıklad urcˇit rozsahy dimenz´ı, rozsah hodnot prvk˚u, je
mozˇne´ urcˇit, jaky´ ma´ by´t soucˇet vsˇech prvk˚u v poli, apod. Pro dalˇs´ı informace doporucˇuji
nahle´dnou do na´sleduj´ıc´ıch publikac´ı —[5] [19] [1].
Konstrukci constraint mu˚zˇeme pouzˇ´ıt i s promeˇnny´mi, ktere´ nemaj´ı u sebe kl´ıcˇove´
slovo rand, cˇi randc. V tomto prˇ´ıpadeˇ se prˇi randomizaci zkontroluje zda se hodnoty te´to
promeˇnne´ nacha´z´ı v zadny´ch mez´ıch. Pokud se nenale´zaj´ı je vra´cena chyba.
Je nutne´ zd˚uraznit, zˇe pravidla v konstrukci constraint jsou deklarativn´ı, tud´ızˇ nen´ı
zarucˇeno porˇad´ı vyhodnocen´ı. SystemVerilog umozˇnˇuje jednotlive´ konstrukce constraint
zap´ınat a vyp´ınat za beˇhu a tud´ızˇ je mozˇna´ dalˇs´ı kontrola randomizace.
Metody pre randomize a post randomize
Neˇkdy je nutne´ nastavit neˇktere´ promeˇnne´ teˇsneˇ prˇed nebo teˇsneˇ po randomizaci. Pro tento
u´cˇel slouzˇ´ı metody pre randomize a post randomize, ktere´ jsou automaticky spusˇteˇny prˇed,
nebo po randomizaci.
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5.5 Vla´kna a meziprocesova´ komunikace
5.5.1 Vla´kna
Veˇtsˇina blok˚u v testbenchi pracuje paralelneˇ a tud´ızˇ mus´ı vytva´rˇet vla´kna. Pro tento u´cˇel
poskytuje SystemVerilog konstrukce fork...join, fork...join any, fork...join none. Konstrukce
fork...join cˇeka´ nezˇ skoncˇ´ı vsˇechna vytvorˇenna´ vla´kna, nezˇ se pokracˇuje, fork...join any cˇeka´
na ukoncˇen´ı neˇktere´ho vytvorˇene´ho vla´kna a fork...join none necˇeka´ na zˇa´dne´ vytvorˇene´
vla´kno. Prˇ´ıkazy uvnitrˇ te´to konstrukce se spousˇteˇj´ı paralelneˇ, pokud chceme neˇktere´ prˇ´ıkazy
vykonat sekvencˇneˇ, mus´ıme je uzavrˇ´ıt mezi begin a end.
Pro ukla´da´n´ı hodnot v konkurentn´ıch vla´knech se mus´ı pouzˇ´ıvat automaticke´ promeˇnne´,
jinak by si soubeˇzˇneˇ beˇzˇ´ıc´ı vla´kna prˇepisovala sva´ data. Automaticka´ promeˇnna´ se vytvorˇ´ı
tak, zˇe prˇed typ promeˇnne´ umı´st´ıme kl´ıcˇove´ slovo automatic. Kazˇdy´ proces pak pouzˇ´ıva´
svou kopii te´to promeˇnne´.
Vytvorˇene´ vla´kno mu˚zˇeme zastavit pomoc´ı prˇ´ıkazu disable.
5.5.2 Meziprocesova´ komunikace
Vytvorˇena´ vla´kna mezi sebou potrˇebuj´ı komunikovat. Potrˇebuj´ı se synchronizovat cˇi si mezi
sebou prˇeda´vat data. SystemVerilog poskytuje neˇkolik zp˚usob˚u meziprocesove´ komunikace.
Uda´losti
Jednotliva´ vla´kna na sebe mu˚zˇou cˇekat, tj. jedno vla´kno cˇeka´ na to azˇ druhe´ vla´kno aktivuje
uda´lost. Uda´lost se vytvorˇ´ı pomoc´ı kl´ıcˇove´ho slova event. Uda´lost se vyvola´ opera´torem -¿.
Na uda´lost se cˇeka´ bud’ pomoc´ı opera´toru @, ktery´ je citlivy´ na hranu, nebo pomoc´ı prˇ´ıkazu
wait, ktery´ je citlivy´ na hladinu. Parametrem prˇ´ıkazu je vy´sledek metody uda´losti triggered.
Semafory
Semafory umozˇnˇuj´ı kontrolovat prˇ´ıstup ke zdroj˚um, naprˇ´ıklad ke sbeˇrnici. Je mozˇne´ urcˇit
kolikra´t mu˚zˇe by´t zarˇ´ızen´ı pouzˇ´ıva´no soucˇasneˇ (v terminologii [5] pocˇet kl´ıcˇ˚u) a vla´kno
mu˚zˇe pozˇa´dat o poskytnut´ı urcˇite´ho pocˇtu kl´ıcˇ˚u. Semafor se deklaruje pomoc´ı kl´ıcˇov´ıho
slova semaphore. Prˇed pouzˇit´ım se mus´ı pomoc´ı funkce new alokovat celkovy´ pocˇet kl´ıcˇ˚u.
Kl´ıcˇ lze z´ıskat pomoc´ı metody semaforu get, kl´ıcˇ se vrac´ı metodou put a je mozˇne´ se
pokusit z´ıskat kl´ıcˇ metodou try get, ktera´ vrac´ı 1 pokud existuje dostatecˇne´ mnozˇstv´ı kl´ıcˇ˚u
a 0 pokud ne.
Mailbox
Pro prˇenos dat mezi jednotlivy´mi vla´kny je vhodne´ pouzˇ´ıvat mailbox. Tento objekt sys-
tem verilogu pracuje tak, zˇe vys´ılaj´ıc´ı strana do neˇj vkla´da´ data a prˇ´ıj´ımaj´ıc´ı strana si je
vyzveda´va´. Mailbox mu˚zˇe mı´t velikost bud’ neomezenou nebo omezenou. Pokud je velikost
omezena, tak je vkla´daj´ıc´ı strana zablokova´na dokud se neuvoln´ı mı´sto. Takte´zˇ je cˇtec´ı
strana zablokova´na pokud nejsou v mailboxu neˇjaka´ data. Mailbox je mozˇne´ cha´pat jako
frontu. Pouzˇ´ıva´n´ı mailboxu umozˇnˇuje asynchronn´ı komunikaci mezi dveˇmi vla´kny.
Mailbox se vytvorˇ´ı vola´n´ım jeho konstruktoru new, jehozˇ volitelny´m parametrem je jeho
velikost. Pote´ lze do neˇj data vkla´dat pomoc´ı metody put a vyb´ırat pomoc´ı get. Metodou
peek je mozˇne´ z´ıskat kopii prvku bez jeho vybra´n´ı. Metody try put a try get deˇlaj´ı to same´
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co put a get, avsˇak prˇi nemozˇnosti proveden´ı pozˇadovane´ akce se nezablokuj´ı, ny´brzˇ vra´t´ı
0. V prˇ´ıpadeˇ u´speˇchu vrac´ı 1.
Je d˚ulezˇite´ si uveˇdomit, zˇe do mailboxu se daj´ı umı´stit pouze skala´rn´ı typy (naprˇ´ıklad
int, handle, logicky´ typ libovolne´ velikosti,... - ne vsˇak pole apod.)
5.6 Function coverage
Function coverage slouzˇ´ı pro meˇrˇen´ı, ktere´ vlastnosti designu byly vyzkousˇeny beˇhem test˚u.
Mu˚zˇeme naprˇ´ıklad meˇrˇit zda jsme vyzkousˇeli vsˇechny kombinace rˇ´ıd´ıc´ıch signa´l˚u na sbeˇrnici,
stavy designu, apod. Prˇi analy´ze vy´sledk˚u verifikace je vhodne´ pouzˇ´ıvat zpeˇtnovazebn´ı
smycˇku pro urcˇen´ı jake´ zmeˇny maj´ı by´t provedeny za u´cˇelem dosazˇen´ı 100% pokryt´ı (viz
obra´zek 4.5). Zvy´sˇen´ı pokryt´ı mu˚zˇeme dosa´hnout spusˇteˇn´ım existuj´ıc´ıch test˚u s r˚uzny´mi
seedy genera´toru na´hodny´ch cˇ´ısel, nebo mu˚zˇeme upravit omezen´ı prˇi generova´n´ı na´hodny´ch
hodnot. Prostrˇedky pro zjiˇst’ova´n´ı functional coverage v SystemVerilogu jsou popsa´ny naprˇ´ıklad
v [5].
5.6.1 Code coverage
Code coverage slouzˇ´ı k z´ıska´n´ı informac´ı o tom, ktere´ rˇa´dky ko´du byly pouzˇity, ktery´mi
stavy prosˇel konecˇny´ automat, apod. Nejedna´ se o rys jazyka SystemVerilog, ale o vlastnost
dane´ho simulacˇn´ıho na´stroje. Zjist´ıme j´ım, zda na´sˇ test otestoval vsˇechny rˇa´dky ko´du, ale
nezjist´ıme chyby v designu oproti specifikaci (naprˇ´ıklad zapomenutou reakci na neˇjaky´
signa´l).
5.6.2 Assertion coverage
Slouzˇ´ı ke zjiˇsteˇn´ı zda byly pokryty vsˇechny assertions. Assertion kontroluje vztahy mezi
jednotlivy´mi signa´ly. Mu˚zˇe by´t naprˇ´ıklad pouzˇit pro kontrolu zda signa´ly prˇiˇsly ve spra´vne´m
porˇad´ı.
5.6.3 Za´sady pro pouzˇit´ı function coverage
Prˇi pouzˇ´ıva´n´ı code coverage je vhodne´ dodrzˇovat urcˇita´ pravidla (podle [5]):
Z´ıska´vejte informace ne data: Nen´ı potrˇeba z´ıska´vat data o dosazˇen´ı vsˇech hodnot
naprˇ´ıklad 32-bitove´ho cˇ´ıtacˇe. Zameˇrˇ´ıme se na z´ıska´va´n´ı informac´ı o hranicˇn´ıch podmı´nka´ch
(Naprˇ´ıklad zaj´ıma´ na´s jak se cˇ´ıtacˇ chova´ v okol´ı nuly a maxima´ln´ı hodnoty, zbyle´
hodnoty shrneme do jedne´ kategorie). Z´ıska´me tak mnohem uzˇitecˇneˇjˇs´ı a prˇehledneˇjˇs´ı
zpra´vu o dosazˇeny´ch vy´sledc´ıch.
Z´ıska´vejte pouze potrˇebne´ informace: Jelikozˇ je z´ıska´va´n´ı informac´ı o pokryt´ı proces
na´rocˇny´ jak na vy´pocˇetn´ı cˇas tak na pameˇt’, je nutne´ z´ıska´vat pouze data, ktera´ pak
pouzˇijeme.
Kompletnost: Prˇi urcˇen´ı zda jsme dosa´hli dostatecˇne´ kvality otestova´n´ı designu pouzˇijeme
functional coverage i code coverage. Pokud jsou obeˇ pokryt´ı splneˇna je mozˇne´ rˇ´ıct, zˇe
jsme vytvorˇili test, ktery´ je na hleda´n´ı chyb dostatecˇneˇ u´cˇinny´.
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Kapitola 6
Verifikace syste´mu pro detekci
nezˇa´douc´ıho provozu
Prˇi verifikaci jsem se rozhodl postupovat tak, zˇe zverifikuji nejdrˇ´ıve kl´ıcˇove´ komponenty
designu jako jsou HFE C, Classifier a Ptrn match. Pote´ se mu˚zˇe prove´st verifikace cele´ho




Syste´m je zalozˇen na jednotka´ch vyvinuty´ch pro u´cˇely verifikace FrameLinkovy´ch kom-
ponent. Jedna´ se o za´kladn´ı komponenty jako je Framelinkova´ transakce, driver, monitor
[34]. Prˇi verifikac´ıch se pouzˇ´ıva´ metodologie vrstevnate´ho testbenche, prˇicˇemzˇ jsou sloucˇeny
jednotky agent s monitorem a checker se scoreboardem (viz obra´zek 6.1). Tyto jednotky
jsou sloucˇeny proto, zˇe spolu funkcˇneˇ souvis´ı a dalˇs´ı deˇlen´ı by zvysˇovalo slozˇitost. Monitor
je rozdeˇlen na vlastn´ı monitor, ktery´ zpracova´va´ signa´ly a na responder, ktery´ generuje
signa´ly sbeˇrnice.
Za´kladn´ı sche´ma syste´mu pro verifikaci jednotlivy´ch komponent je podobne´, liˇs´ı se podle
pocˇtu a typu rozhran´ı testovane´ho designu. Sche´mata jednotlivy´ch propojen´ı komponent je
mozˇne´ nale´zt na 6.2, 6.3 a 6.4 . Rozhran´ı vy´sˇe uvedeny´ch komponent je mozˇne´ nale´zt vy´sˇe
v 2.
Prˇi verifikaci jsem se soustrˇedil na verifikaci kriticky´ch cˇa´st´ı jednotlivy´ch komponent,
tud´ızˇ jsem vynechal rozhran´ı typu MI32 u komponent Classifier a Ptrn match. Tato roz-
hran´ı slouzˇ´ı prˇedevsˇ´ım k zjiˇst’ova´n´ı stavu komponent a proto nejsou pro funkci komponenty
kriticke´. Toto neplat´ı pro rozhran´ı komponenty Classifier pro nahra´va´n´ı obsahu CAM, avsˇak
funkcˇnost tohoto rozhrann´ı jizˇ bylo oveˇrˇena.
Syste´m je navrzˇen tak, aby bylo mozˇne´ velice jednodusˇe prove´st verifikaci syste´mu pro
detekci nezˇa´douc´ıho provozu jako celku. Stacˇ´ı pouze vyskla´dat komponenty a implemento-
vat model chova´n´ı designu.
Data se mezi genera´torem a driverem prˇeda´vaj´ı pomoc´ı mailboxu, poneˇvadzˇ tyto jed-
notky mohou fungovat asynchronneˇ. Driver a monitor se scoreboardem komunikuj´ı pomoc´ı
tzv. callback funkc´ı.
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Obra´zek 6.1: Modifikovana´ metodologie vrstevnate´ho testbenche.
6.1.2 Paketovy´ genera´tor
Srdcem cele´ho syste´mu je paketovy´ genera´tor, ktery´ je vytvorˇen podle na´vrhove´ho vzoru
factory. Prˇi inicializaci genera´toru je vlozˇena paketova´ transakce a s´ıt’ove´ protokoly. Prˇi
vkla´da´n´ı s´ıt’ovy´ch protokol˚u se take´ zada´va´ pravdeˇpodobnost s jakou budou generova´ny.
Pravdeˇpodobnost se zada´va´ jako cele´ cˇ´ıslo urcˇuj´ıc´ı pod´ıl na celku. (Naprˇ´ıklad je vlozˇen
protokol se zadanou pravdeˇpodobnost´ı 1 a protokol s pravdeˇpodobnost´ı 2. Pak se bude
prvn´ı protokol generovat s pravdeˇpodobnost´ı 1/3 a druhy´ s pravdeˇpodobnost´ı 2/3). Po
spusˇteˇn´ı genera´toru se postupuje podle vy´vojovy´ho diagramu 6.5.
Genera´toru lze nastavit minima´ln´ı a maxima´ln´ı velikost vygenerovane´ho paketu.
Paketova´ transakce je zdeˇdeˇna od FrameLinkove´ transakce, ke ktere´ prˇida´va´ dalˇs´ı funk-
cionalitu a ktera´ prˇena´sˇ´ı objekty protokol˚u pro jejich zpracova´n´ı ve scoreboardu. Data jsou
prˇena´sˇena jak ve formeˇ FrameLinkove´ho ra´mce, tak ve formeˇ objek˚u jednotlivy´ch protokol˚u
proto, aby bylo mozˇne´ ve scoreboardu jednodusˇeji implementovat model chova´n´ı testovac´ı
jednotky a tak predikovat vy´stupy testovane´ jednotky.
Objekty protokol˚u jsou prˇena´sˇeny ve formeˇ oboustranneˇ zrˇeteˇzene´ho seznamu, cozˇ umozˇnˇuje
komunikaci objekt˚u jednotlivy´ch protokol˚u mezi sebou.
6.1.3 Podporovane´ s´ıt’ove´ protokoly
Podporova´ny jsou vybrane´ nejpouzˇ´ıvaneˇjˇs´ı s´ıt’ove´ protokoly s prˇihle´dnut´ım k protokol˚um z
nichzˇ se extrahuj´ı hlavicˇky s pomoc´ı HFE C (v konfiguraci pro IDS). Podporovane´ protokoly
jsou (podle jednotlivy´ch vrstev od nejnizˇsˇ´ı po nejvysˇsˇ´ı) v tabulce 6.1.
Prˇi na´vrhu bylo dba´no na to, aby bylo mozˇne´ jednodusˇe prˇida´vat dalˇs´ı s´ıt’ove´ protokoly.
Prˇi vytva´rˇen´ı dalˇs´ıho protokolu stacˇ´ı implementovat trˇ´ıdu popisuj´ıc´ı protokol a u protokol˚u
nizˇsˇ´ı vrstvy nastavit, zˇe noveˇ implementovany´ protokol je pouzˇitelny´ s t´ımto protokolem
nizˇsˇ´ı vrstvy.
Na obra´zku 6.6 je zobrazeno ktere´ protokoly vysˇsˇ´ı vrstvy mohou na´sledovat za protokoly
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Obra´zek 6.2: Sche´ma pro verifikaci komponenty HFE C.
nizˇsˇ´ı vrstvy. Pokud je zapnuta mozˇnost zapouzdrˇen´ı protokol˚u pak se pouzˇij´ı i spojen´ı v
ra´mci jedne´ vrstvy cˇi smeˇrˇuj´ıc´ı do nizˇsˇ´ı vrstvy.
Na obra´zku v prˇ´ıloze B je trˇ´ıdn´ı diagram zobrazuj´ıc´ı trˇ´ıdy s´ıt’ovy´ch protokol˚u. Prˇedkem
vsˇech teˇchto trˇ´ıd je abstraktn´ı vrstva Layer, ktera´ sdruzˇuje vsˇechny spolecˇne´ atributy a
metody. Bl´ızˇe se budeme teˇmito trˇ´ıdami zaby´vat v implementacˇn´ı sekci.
6.1.4 Infrastruktura pro nestandardn´ı rozhran´ı
Classifier a Ptrn match obsahuj´ı nestandardn´ı rozhran´ı. Jedna´ se o rozhran´ı mezi jednotkou
Classifier a Ptrn match a vy´stup jednotky Ptrn match. Obeˇ rozhran´ı jsou vcelku jedno-
ducha´. Prvn´ı z nich se skla´da´ ze signa´lu o sˇ´ıˇrce 5000 bit˚u, ktere´ uda´va´ vy´sledek klasifikace
a ze signa´l˚u urcˇuj´ıc´ıch platnost klasifikace a jej´ıho prˇijet´ı. Je trˇeba vytvorˇit pro protokol
Protokol Popis
Ethernet II Protokol Erhernetu verze II.
Ethernet II s IEEE 802.1Q Protokol Erhernetu verze II. s podporou VLAN
IPv4 Internet protokol verze 4
IPv6 Internet protokol verze 6
ICMP ICMP protokol pro IPv4
ICMPv6 ICMP protokol pro IPv6
TCP Protokol transporn´ı vrstvy spojoveˇ orientovny´
UDP Protokol transportn´ı vrstvy nespojoveˇ orientovany´
RAW Surova´ na´hodna´ data
PatternRAW Surova´ na´hodna´ data s mozˇnost´ı vlozˇen´ı vzor˚u
Tabulka 6.1: Podporovane´ protokoly
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Obra´zek 6.3: Sche´ma pro verifikaci komponenty Classifier.
tohoto rozhran´ı transakci, driver a monitor. Druhe´ rozhran´ı je jesˇteˇ jednodusˇsˇ´ı, skla´da´ ze
jednobitove´ho signa´lu urcˇuj´ıc´ıho, zda paket splnil neˇktere´ pravidlo a ze signa´lu potvrzuj´ıc´ıho
jeho platnost. Pro protokol toho vy´stupn´ıho rozhran´ı je trˇeba vytvorˇit transakci a monitor.
6.1.5 Scoreboardy
Pro scoreboardy je trˇeba vytvorˇit modely chova´n´ı jednotlivy´ch testovany´ch komponent. Pro
komponentu HFE C to znamena´, zˇe je trˇeba prove´st extrakci hlavicˇek z prˇ´ıchoz´ı transakce a
vytvorˇit dveˇ vy´stupn´ı transakce typu FrameLink. Jednu pro rozhran´ı unifikovany´ch hlavicˇek
a druhe´ pro rozhran´ı STOR. Pro komponentu Classifier to znamena´ zpracovat vstupn´ı
transakci s UH hlavicˇkami a zjistit jestli dosˇlo ke splneˇn´ı pravidel. Je nutne´ zjistit vy´sledky
pro vsˇechna pravidla, poneˇvadzˇ se da´le zas´ıla´ transakce s touto informac´ı. Model jednotky
Ptrn match mus´ı vyhledat v paketu zadane´ vzory a za pouzˇit´ı informac´ı z klasifika´toru
rozhodnout zda paket spnil pravidlo, nebo ho nesplnil. Tato informace je pak odesla´na k
porovna´n´ı s vy´stupem komponenty.
6.2 Implementace
Na´sleduj´ıc´ı text popisuje jednotlive´ d˚ulezˇite´ trˇ´ıdy syste´mu.
6.2.1 PacketGenerator
Popis
Paketovy´ genera´tor deˇd´ı od trˇ´ıdy Generator, ktera´ prˇedstavuje obecny´ genera´tor. K funkci-
onaliteˇ tohoto obecne´ho genera´toru prˇida´va´ vlastnosti, ktere´ byly popsa´ny vy´sˇe v na´vrhu.
Diagram trˇ´ıd mu˚zˇete nale´zt na obra´zku v prˇ´ıloze 6.7. Trˇ´ıda je implementova´na v souboru
packetGenerator.sv.
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Obra´zek 6.4: Sche´ma pro verifikaci komponenty Ptrn Match.
Zdeˇdeˇne´ atributy
tTransMbx transMbx; Mailbox pro vy´stup vygenerovany´ch transakc´ı.
int unsigned stop after n insts = 0; Uda´va´ po kolika vygenerovany´ch transakc´ıch se
genera´tor zastav´ı. Nula znamena´, zˇe se nezastav´ı sa´m nikdy.
Transaction blueprint; Vzor transakce, ktery´ se bude randomizovat.
bit enabled; Nastavuje zda je genera´tor zapojen.
Atributy
LayerP [] protocols; Dynamicke´ pole obsahuj´ıc´ı vlozˇene´ s´ıt’ove´ protokoly spolu s jejich
pravdeˇpodobnost´ı.
int protocolCount; Pocˇet aktua´lneˇ vlozˇeny´ch protokol˚u.
Zdeˇdeˇne´ metody
task setEnabled(int unsigned nInst=32’hFFFFFFFF); Spust´ı genera´tor pro vyge-
nerova´n´ı nInst transakc´ı.
task setDisabled(); Zastav´ı genera´tor.
Metody
functon new(); Konstruktor trˇ´ıdy. Vytvorˇ´ı dynamicke´ pole o velikosti 5 prvk˚u a nastav´ı
pocˇet protokol˚u na nulu.
function bit addProtocol(Layer protocol, int probability); Vlozˇ´ı do genera´toru pro-
tokol spolecˇneˇ s jeho pravdeˇpodobnost´ı. V prˇ´ıpadeˇ potrˇeby zveˇtsˇ´ı prostor pro ulozˇen´ı
teˇchto informac´ı a zveˇtsˇ´ı cˇ´ıtacˇ pocˇtu vlozˇeny´ch protokol˚u o jednicˇku.
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Obra´zek 6.5: Vy´vojovy´ diagram cˇinnosti spusˇt’ene´ho paketove´ho genera´toru.
virtual task run(); Spousˇt´ı genera´tor, vytva´rˇ´ı v cyklu nova´ vla´kna genera´toru, ktera´ ge-




Tato trˇ´ıda prˇedstavuje ba´zovou abstraktn´ı trˇidu pro vsˇechny protokoly, cˇ´ımzˇ umozˇnˇuje
to, aby se navenek chovaly stejneˇ. Funkce jednotlivy´ch virtualn´ıch metod a spolecˇny´ch
atribut˚u bude probra´na zde a nebude se opakovat u jednotlivy´ch dcerˇiny´ch trˇ´ıd. Trˇ´ıda je
implementova´na v souboru layer.sv. Objekty trˇ´ıd protokol˚u spolu tvorˇ´ı seznam, takzˇe stacˇ´ı
neˇkterou operaci jako je randomizace, z´ıska´n´ı dat a jejich velikosti spustit na nejnizˇsˇ´ı vrstveˇ
a tato vrstva si zjist´ı informace z vysˇsˇ´ı vrstev sama.
Atributy
string type; Typ protokolu (naprˇ. Ethernet, IPv4, RAW, ...).
string subtype; Podtyp protokolu.
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Obra´zek 6.6: Vazby protokol˚u.
Obra´zek 6.7: Diagram trˇ´ıd paketove´ho genera´toru.
string name; Jme´no trˇ´ıdy.
int layer; Cˇ´ıslo vrstvy. Pouzˇ´ıva´ se pro vy´beˇr nejnizˇsˇ´ı vrstvy.
Layer next; Handle objektu na´sleduj´ıc´ı vrstvy.
Layer previous; Handle objektu prˇedcha´zej´ıc´ı vrstvy.
int errorProbability; Pravdeˇpodobnost generova´n´ı chyby v protokolu.
int minMTU; Minima´ln´ı velikost dat pozˇadovana´ pro tuto vrstvu a vrstvy vysˇsˇ´ı.
int maxMTU; Maxima´ln´ı velikost dat pozˇadovana´ pro tuto vrstvu a vrstvy vysˇsˇ´ı.
Metody
virtual function byte unsigned[] getHeader(); Vra´t´ı pole bezezname´nkovy´ch byt˚u ob-
sahuj´ıc´ı hlavicˇku.
virtual function byte unsigned[] getFooter(); Vra´t´ı pole bezezname´nkovy´ch byt˚u ob-
sahuj´ıc´ı paticˇku.
virtual function byte unsigned[] getAttributeByName(string name); Vra´t´ı pole be-
zezname´nkovy´ch byt˚u obsahuj´ıc´ı obsah polozˇky protokolu podle jme´na kompatibiln´ıho
s na´zvem v HFE C.
virtual function byte unsigned[] getData(); Z´ıska´ pomoc´ı funkc´ı getHeader a getFo-
oter data protokolu a mezi neˇ vlozˇ´ı data z´ıskana´ z vysˇsˇ´ı vrstvy.
virtual function Layer copy(); Zkop´ıruje trˇ´ıdu.
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virtual function bit checkType(string type, string subtype ,string name); Tato funkce
slouzˇ´ı pro kontrolu, zda mu˚zˇe by´t vysˇsˇ´ı vrstva pouzˇita spolu s danou vrstvou.
virtual function void display(); Zobraz´ı obsah dane´ trˇ´ıdy.
virtual function int getLength(bit split); Vra´t´ı velikost dat tohoto protokolu plus ve-




Tato trˇ´ıda deˇd´ı od trˇ´ıdy Layer a implementuje s´ıt’ovy´ protokol Ethernet II. Popis protokolu
je mozˇne´ naj´ıt v [20]. Tato trˇ´ıda ma´ typ ETHERNET, subtyp II a jme´no Ethernet II.
Umozˇnˇuje nastavit rozsah na´hodne´ho generova´n´ı zdrojove´ a c´ılove´ MAC adresy. Defaultneˇ
je tento rozsah od minima´ln´ı mozˇne´ hodnoty po maxima´ln´ı mozˇnou hodnotu. Implementace
se nacha´z´ı v souboru ethernet II.sv.
Atributy
bit [47:0] minSrcMAC; Doln´ı hranice pro generova´n´ı zdrojove´ MAC adresy.
bit [47:0] maxSrcMAC; Horn´ı hranice pro generova´n´ı zdrojove´ MAC adresy.
bit [47:0] minDstMAC; Doln´ı hranice pro generova´n´ı c´ılove´ MAC adresy.
bit [47:0] maxDstMAC; Horn´ı hranice pro generova´n´ı c´ılove´ MAC adresy.
rand bit [47:0] destinationMAC; C´ılova´ MAC adresa. Na´hodneˇ generovane´ cˇ´ıslo lezˇ´ı v
zadane´m intervalu.
rand bit [47:0] sourceMAC; Zdrojova´ MAC adresa. Na´hodneˇ generovane´ cˇ´ıslo lezˇ´ı v
zadane´m intervalu.
bit [15:0] type; Identifikace protokolu vysˇsˇ´ı vrstvy. Je nastaveno podle aktua´ln´ıho proto-
kolu vysˇsˇ´ı prˇi randomizaci. Trˇ´ıdou podporovane´ protokoly jsou IPv4 a IPv6. Vy´cˇet
podporovany´ch je mozˇne´ nale´zt v [9]
rand bit [31:0] CRC; Na´hodneˇ generovany´ kontroln´ı soucˇet.
6.2.4 Ethernet II dot1q
Popis
Tato trˇ´ıda deˇd´ı od trˇ´ıdy Ethernet II a prˇida´va´ k Ethernetu II podporu VLAN podle stan-
dardu IEEE 802.1Q [20]. Tato trˇ´ıda ma´ typ ETHERNET, subtyp II 802.1Q a jme´no
Ethernet II 802.1Q. Pole hlavicˇky type je nastaveno na hodnotu 0x8100, ktera´ indikuje,




rand bit [15:0] TCI Toto pole sdruzˇuje informace o VLAN. Bity [11:0] obsahuj´ı identi-
fika´tor VLAN, jehozˇ hodnota se prˇi randomizaci nastav´ı na hodnotu lezˇ´ıc´ı v intervalu




Tato trˇ´ıda deˇd´ı od trˇ´ıdy Layer a implementuje s´ıt’ovy´ protokol IP verze 4. Popis tohoto
protokolu je mozˇne´ naj´ıt v RFC 791 [13] nebo souhrneˇ v [23]. Tato trˇ´ıda ma´ typ IP, subtyp 4
a jme´no IPv4. Umozˇnˇuje nastavit rozsah na´hodne´ho generova´n´ı zdrojove´ a c´ılove´ IP adresy.
Defaultneˇ je tento rozsah od minima´ln´ı mozˇne´ hodnoty po maxima´ln´ı mozˇnou hodnotu.
Nejsou podporova´ny volitelne´ hlavicˇky. Implementace se nacha´z´ı v souboru ipv4.sv.
Atributy
bit [31:0] minSrcIP; Doln´ı hranice pro generova´n´ı zdrojove´ IP adresy.
bit [31:0] maxSrcIP; Horn´ı hranice pro generova´n´ı zdrojove´ IP adresy.
bit [31:0] minDstIP; Doln´ı hranice pro generova´n´ı c´ılove´ IP adresy.
bit [31:0] maxDstIP; Horn´ı hranice pro generova´n´ı c´ılove´ IP adresy.
rand bit [3:0] version; Verze protokolu IP. Vzˇdy 4 pro IP verze 4.
rand bit [3:0] headerLength; De´lka hlavicˇky ve 32-bitovy´ch slovech. Bez volitelny´ch
hlavicˇek vzˇdy 5.
rand bit [7:0] typeOfService; V p˚uvodn´ı specifikaci urcˇeno pro typ sluzˇby, nyn´ı se pouzˇ´ıva´
pro jine´ u´cˇely [23].
bit [15:0] totalLength; Celkova´ de´lka IP paketu. Do de´lky se pocˇ´ıta´ hlavicˇka a de´lka dat
vysˇsˇ´ıch vrstev. Minima´ln´ı velikost je 20 byt˚u.
rand bit [15:0] identification; Identifikuje fragmenty p˚uvodn´ıho paketu.
rand bit [2:0] flags; Ukazuje zda je povolena fragmentace a jestli je paket fragmentova´n.
Nejvysˇsˇ´ı bit mus´ı by´t nulovy´ [23].
rand bit [12:0] fragmentOffset; Ofset fragmentu vztazˇeny´ k p˚uvodn´ımu paketu. Uda´va´
se v 8 bytovy´ch bloc´ıch.
rand bit [7:0] timeToLive; Doba zˇivota paketu.
bit [7:0] protocol; Protocol vysˇsˇ´ı vrstvy. Podporova´ny trˇ´ıdou jsou Ethernet, IPv4, IPv6,
ICMPv4, UDP, TCP. Prˇehled podporovany´ch protokol˚u je mozˇne´ naj´ıt v [8].
rand bit [15:0] headerChecksum; Na´hodneˇ generovany´ kontroln´ı soucˇet.
rand bit [31:0] sourceAddress; Zdrojova´ IP adresa. Na´hodneˇ generovane´ cˇ´ıslo lezˇ´ı v
zadane´m intervalu.
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Tato trˇ´ıda deˇd´ı od trˇ´ıdy Layer a implementuje s´ıt’ovy´ protokol IP verze 6. Popis tohoto
protokolu je mozˇne´ naj´ıt v RFC 2460 [3] nebo souhrnneˇ v [25]. Tato trˇ´ıda ma´ typ IP, subtyp 6
a jme´no IPv6. Umozˇnˇuje nastavit rozsah na´hodne´ho generova´n´ı zdrojove´ a c´ılove´ IP adresy.
Defaultneˇ je tento rozsah od minima´ln´ı mozˇne´ hodnoty po maxima´ln´ı mozˇnou hodnotu.
Nejsou podporova´ny volitelne´ hlavicˇky. Implementace se nacha´z´ı v souboru ipv6.sv.
Atributy
bit [127:0] minSrcIP; Doln´ı hranice pro generova´n´ı zdrojove´ IP adresy.
bit [127:0] maxSrcIP; Horn´ı hranice pro generova´n´ı zdrojove´ IP adresy.
bit [127:0] minDstIP; Doln´ı hranice pro generova´n´ı c´ılove´ IP adresy.
bit [127:0] maxDstIP; Horn´ı hranice pro generova´n´ı c´ılove´ IP adresy.
rand bit [3:0] version; Verze protokolu IP. Vzˇdy 6 pro IP verze 6.
rand bit [7:0] trafficClass; Priorita paketu.
rand bit [19:0] flowLabel; Rˇ´ızen´ı kvality sluzˇeb. Nyn´ı nevyuzˇ´ıva´no viz [25].
bit [15:0] payloadLength; Velikost dat vysˇsˇ´ı vrstvy.
rand bit [7:0] nextHeader; Na´sleduj´ıc´ı protokol vysˇsˇ´ı vrstvy. Hodnoty jsou kompatibiln´ı
s IPv4. Podporova´ny trˇ´ıdou jsou Ethernet, IPv4, IPv6, ICMPv6, UDP, TCP. Prˇehled
podporovany´ch protokol˚u je mozˇne´ naj´ıt v [8].
rand bit [7:0] hopLimit; Doba zˇivota paketu.
rand bit [127:0] sourceAddress; Zdrojova´ IP adresa. Na´hodneˇ generovane´ cˇ´ıslo lezˇ´ı v
zadane´m intervalu.




Tato trˇ´ıda deˇd´ı od trˇ´ıdy Layer a implementuje s´ıt’ovy´ kontroln´ı protokol ICMP pro protokol
IP verze 4. Popis tohoto protokolu je mozˇne´ naj´ıt v RFC 792 [12] nebo souhrnneˇ v [22]. Tato
trˇ´ıda ma´ typ ICMP, subtyp 4 a jme´no ICMPv4. Jediny´m protokolem vysˇsˇ´ı vrstvy, ktery´
mu˚zˇe na´sledovat je protokol typu RAW, tj. surova´ data. Nejsou podporova´ny forma´tovana´
data neˇktery´ch spra´v ICMP. Implementace se nacha´z´ı v souboru icmp.sv.
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Atributy
rand bit [7:0] type; Typ zpra´vy protokolu ICMP. Randomizace respektuje existuj´ıc´ı typy
zpra´v podle tabulky v [6].
rand bit [7:0] code; Ko´d blizˇsˇ´ı specifikace typu zpra´vy. Randomizace respektuje exis-
tuj´ıc´ı uprˇesnˇuj´ıc´ı ko´dy podle tabulky v [6].
rand bit [15:0] checksum; Na´hodneˇ generovany´ kontroln´ı soucˇet.
rand bit [15:0] id; Identifikacˇn´ı cˇ´ıslo.
rand bit [15:0] sequence; Sekvencˇn´ı cˇ´ıslo.
6.2.8 ICMPv6
Popis
Tato trˇ´ıda deˇd´ı od trˇ´ıdy Layer a implementuje s´ıt’ovy´ kontroln´ı protokol ICMP pro protokol
IP verze 6. Popis tohoto protokolu je mozˇne´ naj´ıt v RFC [2] nebo souhrnneˇ [21]. Tato trˇ´ıda
ma´ typ ICMP, subtyp 6 a jme´no ICMPv6. Jediny´m protokolem vysˇsˇ´ı vrstvy, ktery´ mu˚zˇe
na´sledovat je protokol typu RAW, tj. surova´ data. Nejsou podporova´ny forma´tovana´ data
neˇktery´ch spra´v ICMP. Implementace se nacha´z´ı v souboru icmp.sv.
Atributy
rand bit [7:0] type; Typ zpra´vy protokolu ICMP. Randomizace respektuje existuj´ıc´ı typy
zpra´v podle tabulky v [7].
rand bit [7:0] code; Ko´d blizˇsˇ´ı specifikace typu zpra´vy. Randomizace respektuje exis-
tuj´ıc´ı uprˇesnˇuj´ıc´ı ko´dy podle tabulky v [7].
rand bit [15:0] checksum; Na´hodneˇ generovany´ kontroln´ı soucˇet.
6.2.9 TCP
Popis
Tato trˇ´ıda deˇd´ı od trˇ´ıdy Layer a implementuje s´ıt’ovy´ transportn´ı protokol TCP. Popis to-
hoto protokolu je mozˇne´ naj´ıt v RFC 793 [14] nebo souhrnneˇ v [27]. Tato trˇ´ıda ma´ typ
TCP a jme´no TCP. Umozˇnˇuje nastavit rozsah na´hodne´ho generova´n´ı zdrojove´ho a c´ılove´ho
portu. Defaultneˇ je tento rozsah od minima´ln´ı mozˇne´ hodnoty po maxima´ln´ı mozˇnou hod-
notu. Jediny´m protokolem vysˇsˇ´ı vrstvy, ktery´ mu˚zˇe na´sledovat je protokol typu RAW, tj.
surova´ data. Nejsou podporova´ny volitelne´ hlavicˇky. Implementace se nacha´z´ı v souboru
udp.sv.
Atributy
bit [15:0] minSrcPort; Doln´ı hranice pro generova´n´ı zdrojove´ho portu.
bit [15:0] maxSrcPort; Horn´ı hranice pro generova´n´ı zdrojove´ho portu.
bit [15:0] minDstPort; Doln´ı hranice pro generova´n´ı c´ılove´ho portu.
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bit [15:0] maxDstPort; Horn´ı hranice pro generova´n´ı c´ılove´ho portu.
rand bit [15:0] sourcePort; Zdrojovy´ port. Na´hodneˇ generovane´ cˇ´ıslo lezˇ´ı v zadane´m
intervalu.
rand bit [15:0] destinationPort; C´ılovy´ port. Na´hodneˇ generovane´ cˇ´ıslo lezˇ´ı v zadane´m
intervalu.
rand bit [31:0] sequenceNumber; Sekvencˇn´ı cˇ´ıslo.
rand bit [31:0] acknowledgmentNumber; Potvrzen´ı prˇijet´ı dat s udany´m sekvencˇn´ım
cˇ´ıslem.
rand bit [3:0] dataOffset; Velikost hlavicˇky ve 32-bitovy´ch slovech. Bez rozsˇ´ıˇreny´ch hlavicˇek
5, maxima´lneˇ 15.
rand bit [3:0] reserved; Rezervova´no.
rand bit [7:0] flags; Kontroln´ı bity. Jejich vy´znam viz. [27].
rand bit [15:0] windowSize; Velikost prˇ´ıj´ımac´ıho okna.
rand bit [15:0] checksum; Na´hodneˇ generovany´ kontroln´ı soucˇet.
rand bit [15:0] urgentPointer; Ofset posledn´ıho urgentn´ıho bytu.
6.2.10 UDP
Popis
Tato trˇ´ıda deˇd´ı od trˇ´ıdy Layer a implementuje s´ıt’ovy´ transportn´ı protokol UDP. Popis
tohoto protokolu je mozˇne´ naj´ıt v RFC 768 [15] nebo souhrnneˇ v [28]. Tato trˇ´ıda ma´ typ
UDP a jme´no UDP. Umozˇnˇuje nastavit rozsah na´hodne´ho generova´n´ı zdrojove´ho a c´ılove´ho
portu. Defaultneˇ je tento rozsah od minima´ln´ı mozˇne´ hodnoty po maxima´ln´ı mozˇnou hod-
notu. Jediny´m protokolem vysˇsˇ´ı vrstvy, ktery´ mu˚zˇe na´sledovat je protokol typu RAW, tj.
surova´ data. Implementace se nacha´z´ı v souboru udp.sv.
Atributy
bit [15:0] minSrcPort; Doln´ı hranice pro generova´n´ı zdrojove´ho portu.
bit [15:0] maxSrcPort; Horn´ı hranice pro generova´n´ı zdrojove´ho portu.
bit [15:0] minDstPort; Doln´ı hranice pro generova´n´ı c´ılove´ho portu.
bit [15:0] maxDstPort; Horn´ı hranice pro generova´n´ı c´ılove´ho portu.
rand bit [15:0] sourcePort; Zdrojovy´ port. Na´hodneˇ generovane´ cˇ´ıslo lezˇ´ı v zadane´m
intervalu.
rand bit [15:0] destinationPort; C´ılovy´ port. Na´hodneˇ generovane´ cˇ´ıslo lezˇ´ı v zadane´m
intervalu.
bit [15:0] length; De´lka cele´ho datagramu (hlavicˇka a data vysˇsˇ´ı vrstvy).




Tato trˇ´ıda deˇd´ı od trˇ´ıdy Layer a implementuje surova´ na´hodna´ data. Velikost vygenero-
vany´ch dat je na´hodneˇ urcˇena v ra´mci dany´ch mez´ı. Tato trˇ´ıda ma´ typ RAW a jme´no RAW.
Implementace se nacha´z´ı v souboru raw.sv.
Atributy




Tato trˇ´ıda deˇd´ı od trˇ´ıdy RAW a implementuje surova´ na´hodna´ data, do ktery´ch jsou prˇida´ny
na na´hodna´ mı´sta zadane´ vzory. Kazˇdy´ vzor ma´ nastavenu pravdeˇpodobnost s jakou se
pouzˇije. Pravdeˇpodobnost se pocˇ´ıta´ stejneˇ jako u Paketove´ho genera´toru. Tato trˇ´ıda vznikla
za u´cˇelem verifikace jednotky Patter match. Velikost vygenerovany´ch dat je na´hodneˇ urcˇena
v ra´mci dany´ch mez´ı. Tato trˇ´ıda ma´ typ RAW, subtyp Pattern a jme´no RAW with patterns.
Implementace se nacha´z´ı v souboru raw pattern.sv.
Atributy
TPattern[] patterns; Vlozˇene´ vzory spolu s jejich pravdeˇpodobnost´ı.
int patternCount; Pocˇet vlozˇeny´ch vzor˚u.
int probabilitySum; Soucˇet pravdeˇpodobnost´ı.
Metody
function void addPattern(string pattern, int probability); Vlozˇ´ı vzor se zadanou
pravdeˇpodobnost´ı.
6.2.13 Dalˇs´ı trˇ´ıdy
Pro rozhran´ı mezi jednotkami Classifier a Ptrn match je implementova´na trˇ´ıda CPTransaction
pro transakci, CPDriver pro driver a CPMonitor pro monitor. Pro vy´stup jednotky Ptrn match
je implementova´n driver ve trˇ´ıdeˇ MatchDriver a transakce ve trˇ´ıdeˇ MatchTransaction.
HFE C model zminˇovany´ na obra´zku 6.3 vycha´z´ı z modelu HFE C pro scoreboard
pouzˇ´ıvany´ prˇi verifikaci HFE C. Je vsˇak upraven pro samostatne´ pouzˇit´ı a protozˇe je mezi
genera´torem a driverem, tak s okol´ım komunikuje prˇes vstupn´ı a vy´stupn´ı mailbox.
6.2.14 Stav implementace syste´mu
Paket genera´tor je naimplementova´n a prˇi verifikaci HFE C odzkousˇen. Stejneˇ jsou imple-
mentova´ny i trˇ´ıdy rozhrann´ı jednotek Classifier a Ptrn match. Verifikace jednotky Classifier
je naimplementova´na, u´speˇsˇne´ verifikaci zat´ım bra´n´ı neopravena´ chyba ve FrameLinkovy´ch
verifikacˇn´ıch komponenta´ch. Implementace verifikace jednotky Ptrn match je pla´nova´na po





7.1.1 Podpora dalˇs´ıch protokol˚u
Jedn´ım z mozˇny´ch rozsˇ´ıˇren´ı je prˇida´n´ı podpory pro dalˇs´ı protokoly jako je ARP, IGMP
apod. Prˇida´n´ım dalˇs´ıch protokol˚u by bylo mozˇne´ prova´deˇt d˚ukladneˇjˇs´ı testy funkcionality.
Da´le by bylo mozˇne´ prˇidat podporu pro volitelne´ hlavicˇky protokol˚u IPv4, IPv6 a TCP,
prˇipadneˇ pocˇ´ıta´n´ı CRC, ktere´ je potrˇeba pro testy komponenty IBUF.
7.1.2 Automaticke´ generova´n´ı modelu jednotky HFE C
V syste´mu IDS se komponenta HFE C pouzˇ´ıva´ v jedne´ konfiguraci, takzˇe je jej´ı model
prova´deˇj´ıc´ı predikci vy´stup˚u testovane´ komponenty naprogramova´n napevno. Tato kompo-
nenta se vsˇak pouzˇ´ıva´ i v dalˇs´ıch projektch jako NIFIC (viz [33]) nebo FlexibleFlowmon
(viz [35]). V projektu FlexibleFlomon je nav´ıc pouzˇ´ıva´na v r˚uzny´ch konfigurac´ıch podle
aktua´lneˇ pozˇadovane´ cˇinnosti (viz [35]), tud´ızˇ by bylo vhodne´ rozsˇ´ıˇrit syste´m o podporu
automaticke´ho generova´n´ı modelu pro verifikaci na za´kladeˇ XML popisu, ktery´ je pouzˇ´ıva´n
v projektu FlexibleFlomon pro popis konfigurace HFE C.
7.1.3 Automaticke´ zpracova´n´ı pravidel syste´mu Snort
Cˇa´st ko´du komponent Classifier [29] a Ptrn match je generova´na na za´kladeˇ pravidel syste´mu
Snort, ktere´ uda´vaj´ı funkcionalitu teˇchto jednotek. Proto by bylo vhodne´ vytvorˇit syste´m
pro automaticke´ generova´n´ı model˚u pro tyto jednotky, aby bylo mozˇne´ kazˇdy´ vytvorˇeny´
design take´ ihned zverifikovat.
7.2 Zhodnocen´ı
Vy´sˇe popsany´ syste´m umozˇnˇuje zlepsˇit testova´v´ı s´ıt’ovy´ch komponent. Je dostatecˇneˇ mo-
dula´rn´ı, aby ho bylo mozˇne´ pouzˇ´ıt s drobny´mi u´pravami i pro testova´n´ı jednotek s jiny´m
rozhran´ım nezˇ je FrameLink(Naprˇ´ıklad (X)GMII pro komponentu IBUF). Prˇ´ınos tohoto
syste´mu s paketovy´m genera´torem spocˇ´ıva´ v tom, zˇe umozˇnˇuje jednodusˇe testovat slozˇite´
komponenty zpracova´vaj´ıc´ı s´ıt’ovy´ provoz. Soucˇasne´ rˇesˇen´ı spocˇ´ıva´ v simulaci komponenty s
neˇkolika pakety (rˇa´doveˇ jednotky azˇ des´ıtky) a hlavn´ı testova´n´ı se deˇla´ azˇ v hardware, jelikozˇ
testova´n´ı komponenty tradicˇn´ım zp˚usobem (rˇ´ızene´ testova´n´ı) s velky´m pocˇtem r˚uzny´ch
36
paket˚u je na´rocˇne´ na lidske´ zdroje. Automatizace takove´ho testu umozˇn´ı na´vrha´rˇi (po
vytvorˇen´ı modelu komponenty pro predikci vy´stup˚u rea´lne´ testovane´ jednotky, sestaven´ı
testbenche a na´vrhu test˚u) usˇetrˇit pra´ci, kterou by prˇi tradicˇn´ım zp˚usobu testova´n´ı musel
veˇnovat na manua´ln´ı prˇ´ıpravu test˚u a analy´zu vy´sledk˚u.
Zvolena´ metodologie proka´zala svoji uzˇitecˇnost, kdyzˇ se podarˇilo odhalit chybu v jed-
notce HFE C na vy´stupn´ım rozhran´ı STOR. Tato chyba by jinak pravdeˇpodobneˇ unikla
pozornosti, poneˇvadzˇ se jedna´ o to, zˇe se nespra´vneˇ rozdeˇluje paket na hlavicˇky a uzˇitecˇna´
data. Odhalen´ı te´to chyby beˇzˇny´m prˇ´ıstupem by znamenalo rucˇneˇ proj´ıt cely´ paket, zpra-
covat hlavicˇky protokol˚u a urcˇit tak ocˇeka´vany´ vy´sledek, cozˇ by zabralo znacˇne´ mnozˇstv´ı
cˇasu. Prˇi pouzˇit´ı zvolene´ verifikacˇn´ı metodologie byla chyba odhalena automaticky.
Po dokoncˇen´ı verifikace pouzˇity´ch obecny´ch komponent bude (podle zvolene´ metodo-




[1] Bergeron, J. aj. Verification Methodology Manual for SystemVerilog. Springer
Science+Business Media, LLC, 2005. ISBN 0-387-25538-9.
[2] Conta, A. aj. Internet control message protocol (icmpv6) for the internet protocol
version 6 (ipv6) specification. http://tools.ietf.org/html/rfc4443 (12.5.2008).
RFC 4443.
[3] Deering, S. aj. Internet protocol, version 6 (ipv6) specification.
http://tools.ietf.org/html/rfc2460 (12.5.2008). RFC 2460.
[4] Kobiersky´, P. aj. Systemverilog verification of vhdl design. Technical Report 35,
CESNET z. s. p. o., 2007. (12.5.2008).
[5] Spear, Ch. SystemVerilog for Verification: A Guide to Learning the Testbench
Language Features. Springer Science+Business Media, LLC, 2006.
ISBN 0-387-27036-1.
[6] IANA. Icmp type numbers. http://www.iana.org/assignments/icmp-parameters.
(12.5.2008).
[7] IANA. Internet control message protocol version 6 (icmpv6) type numbers.
http://www.iana.org/assignments/icmpv6-parameters. (12.5.2008).
[8] IANA. Protocol numbers. http://www.iana.org/assignments/protocol-numbers.
(12.5.2008).
[9] IEEE. Ieee list of ethertype values.
http://standards.ieee.org/regauth/ethertype/eth.txt. (12.5.2008).
[10] Accellera Organization, Inc. Systemverilog 3.1a language reference manual -
accellera’s extensions to verilog.
http://www.eda.org/sv/SystemVerilog 3.1a.pdf, 2004. (12.5.2008).
[11] Bergeron, J. Writing Testbenches Using SystemVerilog. Springer Science+Business
Media, LLC, 2006. ISBN 0-387-29221-7.
[12] Postel, J. Internet control message protocol. http://tools.ietf.org/html/rfc792
(12.5.2008). RFC 792.
[13] Postel, J. Internet protocol. http://tools.ietf.org/html/rfc791 (12.5.2008).
RFC 791.
38
[14] Postel, J. Transmission control protocol. http://tools.ietf.org/html/rfc793
(12.5.2008). RFC 793.
[15] Postel, J. User datagram protocol. http://tools.ietf.org/html/rfc768
(12.5.2008). RFC 768.
[16] P. Kobiersky´. Na´vrh architektury IDS syste´mu pro technologii FPGA. FIT VUT
Brno, 2006. Bakala´rˇska´ pra´ce.
[17] Hank, A. Kobiersky´, J., Korˇenek, J. Traffic scanner. Technical Report 33, CESNET
z. s. p. o., 2006. (12.5.2008).
[18] Snort. Snort news. http://www.snort.org/. (12.5.2008).
[19] IEEE std. 1800 2005. IEEE Standard for SystemVerilog - Unified Hardware Design,
Specification, and Verification Language. The Institute of Electrical and Electronics
Engineers, Inc., 2005. ISBN 0-7381-4811-3.
[20] Wikipedia. Ethernet — wikipedia, the free encyclopedia.
http://en.wikipedia.org/w/index.php?title=Ethernet&oldid=211689965,
2008. (12.5.2008).
[21] Wikipedia. Icmpv6 — wikipedia, the free encyclopedia.
http://en.wikipedia.org/w/index.php?title=ICMPv6&oldid=209178073, 2008.
(12.5.2008).
[22] Wikipedia. Internet control message protocol — wikipedia, the free encyclopedia.
http://en.wikipedia.org/w/index.php?title=Internet Control Message Protocol&
oldid=211834030, 2008. (12.5.2008).
[23] Wikipedia. Ipv4 — wikipedia, the free encyclopedia.
http://en.wikipedia.org/w/index.php?title=IPv4&oldid=210985004, 2008.
(12.5.2008).
[24] Wikipedia. Ipv4 mapped address — wikipedia, the free encyclopedia.
http://en.wikipedia.org/w/index.php?title=IPv4 mapped address&oldid=208840792,
2008. (12.5.2008).
[25] Wikipedia. Ipv6 — wikipedia, the free encyclopedia.
http://en.wikipedia.org/w/index.php?title=IPv6&oldid=211833937, 2008.
(12.5.2008).
[26] Wikipedia. Systemverilog — wikipedia, the free encyclopedia.
http://en.wikipedia.org/w/index.php?title=SystemVerilog&oldid=203542504,
2008. (12.5.2008).
[27] Wikipedia. Transmission control protocol — wikipedia, the free encyclopedia.
http://en.wikipedia.org/w/index.php?title=Transmission Control Protocol&
oldid=211588497, 2008. (12.5.2008).




[29] CESNET z. s. p. o. Classifier for ids.
http://www.liberouter.org/vhdl design/generated/HEAD classifier info.php.
(12.5.2008).
[30] CESNET z. s. p. o. Framelink.
https://www.liberouter.org/wiki/index.php/FrameLink (12.5.2008). intern´ı
materia´l.
[31] CESNET z. s. p. o. Header field extractor in handel-c.
http://www.liberouter.org/vhdl design/generated/HEAD hfe c info.php.
(12.5.2008).
[32] CESNET z. s. p. o. Netcope. http://www.liberouter.org/netcope/index.php.
(12.5.2008).
[33] CESNET z. s. p. o. Nific. http://www.liberouter.org/nific.php. (12.5.2008).
[34] CESNET z. s. p. o. Verifikace fl komponent.
https://www.liberouter.org/trac/firmware/wiki/verifikace-fl-komponent
(12.5.2008). intern´ı materia´l.
[35] Cˇeleda, P. Zˇa´dnik, M., Sˇpringl, P. Flexible flowmon. Technical Report 36, CESNET
z. s. p. o., 2007. (12.5.2008).
40
Seznam prˇ´ıloh:
• A Detailn´ı sche´ma syste´mu pro detekci nezˇa´douc´ıho provozu.
• B Diagram trˇ´ıd s´ıt’ovy´ch protokol˚u.
• C Seznam pouzˇity´ch zkratek.














IDS: Intrusion detection system.
DUT: Design under test.
CRT: Constrained-random test.
CAM: Content-addressable memory.
IPv4: Internet protocol version 4.
IPv6: Internet protocol version 4.
ICMP, ICMPv4: Internet control message protocol for Internet protocol version 4.
ICMPv6: Internet control message protocol for Internet protocol version 6.
TCP: Transmission control protocol.
UDP: User datagram protocol.
IGMP: Internet group management protocol.
ARP: Address resolution protocol.




Pro spusˇteˇn´ı verifikace je trˇeba mı´t nainstalovany´ na´stroj Modelsim verze nejle´pe 6.3f, na
operacˇn´ım syste´mu Linux, nebo v prostrˇed´ı Cygwin ve Windows.
Verifikace jednotlivy´ch komponent se nacha´z´ı v na´sleduj´ıc´ıch adresa´rˇ´ıch:
HFE C: ids/trunk/firmware/comp/hfe c/ver/
Classifier: ids/trunk/firmware/comp/ipv6 classifier/ver/
Pro spusˇteˇn´ı verifikace je trˇeba zadat prˇ´ıkaz:
vsim -do top_level.fdo
Simulaci jednotky CLASSIFIER s podporou IPv6 je mozˇne´ spustit prˇ´ıkazem:
vsim -do top_level.fdo
Ilustrativn´ı je verifikace HFE C, kde je uka´za´na vy´hoda CRT prˇi verifikaci. Jediny´m
vygenerovany´m paketem s protokolem transportn´ı vrstvy UDP je odhalena vy´sˇe uvedena´
chyba.Chybu zjit´ıme z vy´pisu v okneˇ Modelsimu Transcript. Ve vy´pise se nacha´z´ı vy´pis
obsahu transakcˇn´ı tabulky. Nejdrˇ´ıve je vypsa´na transakce prˇijata´ od monitoru, jej´ızˇ pre-
dikovana´ hodnota se nacha´z´ı v tabulce. Tato transakce je oznacˇena jako neodpov´ıdaj´ıc´ı
zˇa´dne´ transakci v tabulce. A z rozd´ılu de´lky jednotlivy´ch paket˚u ra´mce FrameLinku zjist´ıme
chybu.
# Unknown transaction received from monitor Monitor1
# Packet no: 0, Packet size: 4, Data: 00000000
# Packet no: 1, Packet size: 34, Data: b90d75aa ...
# Packet no: 2, Packet size: 102, Data: c348138e ...
# ----------------------------------------------------------------
# -- TRANSACTION TABLE
# ----------------------------------------------------------------
# Size: 1
# Items added: 1
# Items removed: 0
# Packet no: 0, Packet size: 4, Data: 00000000
# Packet no: 1, Packet size: 42, Data: b90d75aa ...
# Packet no: 2, Packet size: 94, Data: 5ebfc4eb ...
# ----------------------------------------------------------------
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V okneˇ Transcript se mu˚zˇeme da´le dozveˇdeˇt jak se testem podrˇilo splnit function cove-
rage.
Pokud se neˇco nedarˇ´ı zkontrolujte zda je nainstalovana´ nejnoveˇjˇs´ı verze na´stroje Mo-
delsim.
48
