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Povzetek
Graficˇni vmesniki (angl. graphical user interface, GUI ) v danasˇnjem cˇasu
predstavljajo pomemben del racˇunalniˇskih sistemov. Srecˇujemo jih tako
rekocˇ povsod, pa naj bo to mobilni telefon, tablica, racˇunalnik, delovni
stroj, avtomobil, ura, nadzorne plosˇcˇe v elektrarni in sˇe bi lahko nasˇtevali.
Z mnozˇicˇno uporabo svetovnega spleta se je povecˇala priljubljenost sple-
tnih graficˇnih vmesnikov. Tako lahko prek spleta uporabljamo najrazlicˇnejˇse
portale in aplikacije ter npr. celo nadzorujemo pametne hiˇse. S svojo pre-
prostostjo v vecˇini primerov omogocˇajo, da jih lahko brez posebnega znanja
uporablja kdor koli.
Naloga diplomske naloge je izdelati graficˇni vmesnik za obstojecˇ in na ar-
gumentiranju temeljecˇ inteligentni tutorski sistem (angl. intelligent tutoring
system, ITS ). Pri tem je bilo pomembno, da je graficˇni vmesnik skladen z
nacˇinom uporabe inteligentnega tutorskega sistema, ki je do zdaj deloval le
kot konzolna aplikacija. ITS pri svojem delovanju uporablja veliko podat-
kov. Ob njihovi implementaciji v graficˇnem vmesniku je pomembno, da jih
pravilno strukturiramo, saj bodo le tako priˇsli do izraza. Prvi izziv nam je
torej predstavljal prikazovanje podatkov sistema. Pri tem moramo imeti v
mislih tudi to, da inteligentni sistem, ki tecˇe v ozadju, podpira delo z naj-
razlicˇnejˇsimi podatki iz razlicˇnih ucˇnih domen. Drugi pomemben izziv je bil
povezan s komunikacijo med inteligentnim tutorskim sistemom in spletnim
strezˇnikom, na katerem je graficˇni vmesnik.
Pri resˇevanju izzivov smo uporabili vecˇ razlicˇnih metod. Za pomocˇ pri
nacˇrtovanju smo uporabili razna nacˇela, ki jih najdemo v literaturi in na
spletu. Ustvarili smo preprost in pregleden graficˇni vmesnik, ki temelji na
enostranskem prikazu strani. S tem omogocˇimo dinamicˇen prikaz in optimi-
ziramo cˇas nalaganja prikaza. S primernim izborom barv naredimo privlacˇen
videz vmesnika, pravilne postavitve elementov pa nam prinesejo dobro upo-
rabniˇsko izkusˇnjo. Graficˇni vmesnik smo povezali z uporabo vticˇnice (angl.
socket) in tako omogocˇili komunikacijo v realnem cˇasu. Razvita spletna apli-
kacija med drugim omogocˇa tudi to, da ucˇitelj vnaprej dolocˇi napredne kon-
cepte iz izbrane ucˇne domene, na katere naj bo ucˇenec sˇe posebej osredinjen
pri podajanju argumentov. Graficˇni vmesnik nato pri izbranih konceptih
sproti prikazuje napredek ucˇenca. Delovanje vmesnika smo prikazali na ucˇni
domeni, v kateri se ucˇenec ucˇi razumeti in utemeljevati bonitetne ocene pod-
jetij.
Kljucˇne besede: umetna inteligenca, izobrazˇevanje, graficˇni vmesnik, in-
teligentni tutorski sistemi, argumentirano strojno ucˇenje, interaktivna zanka
za zajemanje znanja, argumentiranje, bonitetne ocene.
Abstract
Graphical user interface, GUI, today, constitutes an important part of a
computer system. They can be found almost everywhere, whether in a cell
phone, tablet, computer, machine, car, watch or control panel in a power
plant, to name a few. The massive role of the internet has increased the
popularity of web GUI’s. Via the internet we can use a variety of online
portals and applications, for e.g. even to control smart houses. Due to their
simplicity they can be used by anyone, in most cases, without having special
knowledge.
The task of this thesis was to create the graphical interface for an existing,
reasoning-based intelligent tutoring system. It was important that the GUI
was consistent with the mode of use of the intelligent tutoring system, ITS,
which, until now, operated only as a console application. ITS uses a large
amount of data in its operation, therefore, upon implementation of these
in the graphical user interface, it is most important that they are properly
structured, as only then can they come to the fore. The first challenge was
therefore the data display system. Here, we had to bear in mind that the
intelligence system running in the background also supported the work of
different data for a variety of didactic domains. Another important challenge
was related to communication between the intelligent tutoring system and
the web server, on which the GUI is located.
In addressing these challenges we used several different methods. To assist
in planning, we used various principles found both in the literature and on the
web. We created a simple and clear graphical interface, based on a one-sided
page view. This enabled a dynamic display and optimised the display loading
time. With an appropriate selection of colours, we contrived an attractive
appearance for the interface and the correct setting up of elements, that
all together brought a good user-experience. We connected the graphical
interface using a socket, enabling real-time communication. The developed
web application, among other things, allows the teacher to determine the
advanced concepts in the selected didactic domain, upon which the student
will be specially focused when explaining learning examples. The GUI, then
gives a continual display of the progress of the student in these selected
concepts. The operation of the graphical user interface was demonstrated
in didactic domain, where students learn how to understand and establish
company credit ratings.
Keywords: artificial intelligence, education, graphical user interface (GUI),
intelligent tutoring system (ITS), argumentative machine learning, interac-
tive loop for capturing knowledge, advocating, credit assessments.
Poglavje 1
Uvod
Zˇiveti pomeni ucˇiti se. Pomeni spoznavati, se razvijati, razumeti sebe in
svet. Kar pocˇnemo smo se naucˇili, zˇelja po znanju pa nas zˇene naprej. Da bi
temu ostalo tako, potrebujemo dobre ucˇitelje. Ameriˇski psiholog Benjamin
Bloom je zˇe leta 1984 s svojo sˇtudijo1 nakazal, da bi se proces ucˇenja lahko
izboljˇsal s pristopom ena na ena [2]. Kot del definicije dobrega ucˇitelja bi
lahko navedli, da ima vsak ucˇenec svojega ucˇitelja, saj se s tem izboljˇsa
uspesˇnost ucˇenca. Sprva se je taksˇna mozˇnost zdela neizvedljiva, kasneje pa
se je pojavila ideja o realizaciji z uporabo inteligentnih tutorskih sistemov
(angl. intelligent tutoring systems ; v nadaljevanju: ITS).
Cˇeprav dandanes ucˇenje vecˇinoma poteka v razredih, je znano, da je
poucˇevanje ucˇenca z osebnim ucˇiteljem veliko bolj uspesˇno, vendar cenovno
vecˇkrat nedosegljivo. Ocenjeno je bilo, da se uspesˇnost s taksˇnim pristopom
izboljˇsa tudi za dva standardna odklona [2]. Na podlagi teh dognanj pa
obstaja veliko zanimanje za sisteme racˇunalniˇskega podprtega poucˇevanja
(angl. computer-aided/computer-assisted instruction, CAI ). Uporaba CAI
je lahko bolj ucˇinkovita od poucˇevanja v razredu. Njihova pomanjkljivost je
le v staticˇnem, togem obnasˇanju, saj se niso zmozˇni prilagoditi specificˇnim
potrebam ucˇencev.
Bolj ambiciozen pristop k resˇevanju tega problema nam daje uporaba
1Znana kot “Two-sigma problem”.
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inteligentnih tutorskih sistemov (ITS), ki omogocˇajo interakcijo z ucˇencem
in se prilagajajo njegovim potrebam. ITS so racˇunalniˇski sistemi, pri ka-
terih govorimo o interdisciplinarnem podrocˇju, ki povezuje pedagosˇke vede,
racˇunalniˇstvo (umetna inteligenca) in psihologijo (kognitivna znanost) [24].
Namenjeni so poucˇevanju in so sestavljeni iz vecˇ modelov. Vsebujejo model
domene, pedagosˇki model (model ucˇitelja) in model ucˇenca. Zaradi sprotne
gradnje in azˇuriranja modela ucˇenca so se sposobni prilagajati specificˇnim
potrebam vsakega ucˇenca posebej. Model nam pove kaj ucˇiti in s pomocˇjo
strategije poucˇevanja tudi kako ucˇiti. Tako lahko omogocˇamo, da ima ucˇenec
vecˇjo kontrolo nad svojim ucˇenjem in ima popoln nadzor nad resˇevanjem ra-
znih ucˇnih primerov. Z vsakim resˇenim primerom mu sistem vrne odziv in
sporocˇi kaksˇen rezultat je dosegel, hkrati mu lahko poda tudi napotke in
namige, kako priti do boljˇse resˇitve ali do enakega rezultata po krajˇsi poti.
V primerjavi s CAI sistemi, lahko pri ITS dosezˇemo bistveno boljˇso
ucˇinkovitost. Groba ocena trenutnih izvedb se nahaja nekje na polovici poti
med ucˇenjem v razredu ter ucˇenjem z osebnim ucˇiteljem. Primer uspesˇnega
ITS je Carnegie Learning,2 ki ga v ZDA za ucˇenje matematike uspesˇno upo-
rablja vecˇ kot 650.000 ucˇencev in dijakov.
V tem delu nadaljujemo razvoj ideje, da bi uporaba ITS sistemov v kombi-
naciji s tehnologijo argumentiranega strojnega ucˇenja (angl. argument-based
machine learning, ABML) [15] in interaktivne zanke za zajemanje znanja
(angl. knowledge refinement loop), lahko omogocˇila razvoj nove vrste ITS:
na argumentiranju temeljecˇe inteligentne tutorske sisteme [27].
ABML zdruzˇuje tehniko strojnega ucˇenja s tehnikami argumentiranja. Z
argumenti domenski ekspert razlaga odnose med znacˇilkami oz. atributi, ki
jih postavlja nad danimi kriticˇnimi primeri. Pri tem se mu ob izbiri atributa
prikazujejo protiprimeri in mu lajˇsajo delo argumentiranja. Interakcija po-
teka s pomocˇjo interaktivne zanke za zajemanje znanja, skupaj z ABML pa
nam predstavlja zmogljivo orodje tako za zajemanje ekspertnega znanja kot
tudi za interaktivni ucˇni proces z ucˇencem. Taksˇno orodje je mozˇno uporabiti
2http://www.carnegielearning.com
3za na argumentiranju temeljecˇ tutorski sistem.
Ideja o na argumentiranju temeljecˇih inteligentnih sistemih je bila pred-
stavljena v cˇlanku “Designing an interactive teaching tool with abml knowledge
refinement loop” [27]. Nadaljevana je bila v magistrskem delu Matevzˇa Pa-
vlicˇa [17], kjer je bil sistem povezan v celoto in nadgrajen z dodano interakcijo
preko konzole, razvite pa so bile tudi mere za ocenjevanje podanih argumen-
tov. Nastalo aplikacijo je tako mocˇ upravljati preko konzole, kar sicer ni
najbolj prakticˇno za osebe, ki niso vesˇcˇe uporabe le-te. Glede vizualnega
prikaza je terminal ne le manj prirocˇen (npr. ker uporablja le cˇrno-bele ele-
mente), pacˇ pa tudi bistveno manj pregleden. Nastala je ideja o nadgradnji
in uporabi pravega graficˇnega prikaza. Z uporabo graficˇnih vmesnikov se po-
javi tudi merilo uporabniˇske izkusˇnje, ki ga dolocˇa kakovost interakcije. Za
uspesˇnejˇso interakcijo je torej pomembna boljˇsa uporabniˇska izkusˇnja.
Namen tega diplomskega dela je izdelava graficˇnega vmesnika za na argu-
mentiranju temeljecˇ tutorski sistem, s katerim se uporaba ITS-a priblizˇa sˇirsˇi
populaciji. S tem se tudi izboljˇsa kakovost komunikacije cˇlovek - racˇunalnik.
Tako bi lahko tako rekocˇ vsak uporabljal taksˇne sisteme in imel svojega
“ucˇitelja”. Izziv pri realizaciji se najprej pojavi pri prikazu velikega sˇtevila
podatkov na majhni povrsˇini, uporabi pravih oblik elementov in izbiri pri-
mernih barv vmesnika. Drugi izziv pa je, kako komunicirati med obstojecˇim
algoritmom ITS in novim sistemom graficˇnega vmesnika, ki je napisan v
drugem programskem jeziku. Pri izdelavi je pomemben podatek tudi ta, da
celoten sistem deluje neodvisno od domene. To pomeni, da lahko kot upo-
rabniki izberemo poljuben nabor podatkov, sistem pa nas z uporabo le-teh
tudi poucˇuje.
V delu najprej opiˇsemo metode razvijanja graficˇnih vmesnikov in analize
podobnih sistemov. Dotaknemo se teme uporabniˇske izkusˇnje in nacˇrtovanja
graficˇnega vmesnika, kjer so opisani postopki in nacˇela, ki so pri razvoju
v pomocˇ. Za tem je na podlagi primera opisan postopek argumentiranega
strojnega ucˇenja in interaktivne zanke za zajemanje znanja. Opiˇsemo tudi
komunikacijo obstojecˇe aplikacije s sistemom graficˇnega vmesnika. Tretje
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poglavje zajema rezultate in pojasni princip delovanja ucˇne seje v graficˇnem
vmesniku. Poleg tega je opisana tudi krajˇsa raziskava o primernosti izbi-
ranega graficˇnega vmesnika, glede na namen uporabe. Za pridobivanje po-
datkov pa smo pri uporabi anketirali testne uporabnike graficˇnega vmesnika.
Cˇetrto poglavje zajema opis izzivov, ki so se pojavili pri realizaciji sistema.
Delo zakljucˇimo v petem poglavju, kjer so zapisane sklepne ugotovitve.
Poglavje 2
Metode
V tem poglavju bodo opisane metode pri razvoju izdelka. Od podrobnosti
pri nacˇrtovanju graficˇnega vmesnika do preoblikovanja algoritma v strezˇniˇski
servis (angl. service), ki na strezˇniku sluzˇi kot aplikacijski vmesnik (v na-
daljevanju API) za komunikacijo s spletnim strezˇnikom. Utemeljene bodo
izbire uporabljenih jezikov in tehnik razvoja.
2.1 Uporabniˇska izkusˇnja in oblikovanje graficˇnega
vmesnika
K pojmu uporabniˇska izkusˇnja in oblikovanje graficˇnega vmesnika sodijo
kratice UIX, UI in UX. Kratica UIX (angl. user interaction and experi-
ence) pomeni uporabniˇska interakcija in izkusˇnja. Gre za poimenovanje faze
nacˇrtovanja pri oblikovanju uporabniˇskega vmesnika. Pogosto lahko poleg
kratice UIX srecˇamo tudi kratici UI (angl. user interface) in UX (angl. user
experience). Oblikovalci UI se ukvarjajo z oblikovanjem graficˇnega vmesnika.
Njihovo delo je predvsem sam izgled vmesnika preko katerega uporabniki ko-
municirajo z napravo oz. storitvijo. V grobem poznamo konzolne in graficˇne
vmesnike. Slednji bodo v nadaljevanju tudi podrobneje opisani.
Pomembno vlogo imajo tudi UX/UIX oblikovalci. Njihov obseg dela za-
jema vecˇ komunikacije z uporabniki. Pripravljajo poteke interakcij, ankete
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na podlagi uporabe vmesnika in raziskujejo kaj pri uporabniˇski izkusˇnji de-
luje in kaj ne. Zavedajo se, da je oblika vmesnika odvisna od ciljne publike in
da je potrebno poznavanje cˇlovekovega vedenja, druzˇenja, miˇsljenja, pomne-
nja ter motivacije. V vecˇjih organizacijah tako strokovnjak za uporabniˇsko
izkusˇnjo razume dele ekonomije, psihologije in sociologije. Z uposˇtevanjem
vseh kriterijev lahko ustvari zelo dobro uporabniˇsko izkusˇnjo in uporabnike
motivira za uporabo.
Pri nacˇrtovanju graficˇnega vmesnika za ABML algoritem je motivacija
pri uporabi sˇe posebej pomembna, saj gre v osnovi za sistem preko katerega
se uporabniki ucˇijo. Enega izmed vecˇjih problemov predstavlja velik nabor
podatkov, ki jih je ob uporabi vmesnika potrebno prikazovati.
Za lazˇje nacˇrtovanje si lahko pomagamo z 10 nacˇeli, ki jih je zˇe leta 1995
zapisal raziskovalec dr. Jakob Nielsen [16]:
1. Vidljivost statusa sistema
Uporabnika je ves cˇas potrebno obvesˇcˇati kaj se dogaja s sistemom.
Primer so statusne vrstice (brskalniki jih imajo ponavadi cˇisto spodaj).
2. Prilagoditev realnemu svetu
Sistem naj “govori” uporabniku prijazen jezik. Naj ne uporablja sis-
temskih izrazov.
3. Nadzor in svoboda
Uporabnik velikokrat izbere akcijo/operacijo pomotoma, omogocˇeno
mora imeti mozˇnost prekinitve in akcijo razveljaviti oz. uveljaviti.
4. Konsistentnost in standardi
Za vsako akcijo je en gumb oz. element. Iste akcije ni mozˇno sprozˇiti
z dvema razlicˇnima elementoma.
5. Izogibanje napakam
Vedno preverjamo, cˇe so vnosi pravilni.
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6. Raje prepoznaj kot si zapomni
Uporabniku ni potrebno, da si zapomni informacije med razlicˇimi pri-
kazi, relevantne informacije se prenasˇajo samodejno.
7. Fleksibilnost in ucˇinkovitost
Kasneje so ob izvajanju dodane blizˇnjice, ki pri prvem zagonu niso
prikazane.
8. Estetika in minimalisticˇno nacˇrtovanje
Nepomembnih informacij ne prikazujemo. Uporabljamo nevtralne barve,
saj tako manj obremenjujemo ocˇi.
9. Javljanje napak
Uporabnik mora biti z napakami seznanjen. Dialog z besedami sporocˇi
napako, le redko uporabimo sistemske kode za sporocˇanje.
10. Pomocˇ in dokumentacija
Cˇeprav se nagibamo, da je sistem enostaven za uporabo, mora biti
pomocˇ in dokumentacija vseeno dosegljiva.
Pri nacˇrtovanju smo se trudili cˇim bolj drzˇati teh pravil. Dodelali smo
razne malenkosti in jih posodobili na novejˇse nacˇine izvedbe. Namesto sta-
tusne vrstice smo uporabili indikatorje nalaganja cˇez celotno stran. Na ta
nacˇin se onemogocˇi, da med procesiranjem pride do napak, ki bi jih lahko
sprozˇil uporabnik s kliki po ekranu. Sistem je zaenkrat preveden v anglesˇki
jezik, kasneje pa se mu bo po potrebi dodal tudi slovenski (ali katerikoli
drug) jezik. V skladu z 2. nacˇelom se nikjer ne uporabljajo sistemski izrazi.
Izgledi so konsistentni, vsaka akcija ima le en prozˇilni element. V skladu s
5. nacˇelom se pravilnost podatkov preverja zˇe pri uporabniku, tako da do
strezˇnika pridejo samo pravilno vnesˇeni podatki. Uporabnik je razbremenjen
pomnenja, saj se vse potrebne informacije prenasˇajo samodejno. Gumbi, ki
so namenjeni uporabi po prvem zagonu so sprva ustrezno skriti, prav tako so
v dolocˇenih fazah skrita dolocˇena polja. Cˇeprav je struktura aplikacije zelo
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pregledna in razumljiva, je vseeno omogocˇen ogled pomocˇi. Pri tem je po-
membno, da omogocˇimo tudi pregled dokumentacije, saj je sistem namenjen
za razlicˇne podatkovne domene.
2.2 Graficˇni uporabniˇski vmesnik pri inteli-
gentnih tutorskih sistemih
Graficˇni vmesniki (angl. graphical user interface, GUI ) so nepogresˇljivi del
pri racˇunalniˇstvu. Zacˇetki taksˇnega nacˇina vizualizacije segajo zˇe v leto 1973,
ko so v podjetju Xerox PARC (Palo Alto Research Center) izdelali prvi vme-
snik za namizni racˇunalnik [11]. Kasneje so se le-ti izrazito razvijali in tako
smo danes priˇsli do mnozˇicˇne uporabe spletnih vmesnikov. Cˇeprav se ljudje
ne zavedamo, jih venomer uporabljamo in nam dobro sluzˇijo. Srecˇujemo jih
povsod, pa naj bo to mobilni telefon, tablica, racˇunalnik, delovni stroj, av-
tomobil, ura, nadzorne plosˇcˇe v elektrarni in sˇe bi lahko nasˇtevali. Z njimi
lahko upravljamo od enostavnih (npr. klik z miˇsko in odpiranje datoteke)
pa vse do zelo zahtevnih operacij (npr. delo s 3D programi in modeliranje),
ne da bi se zavedali kaj se v ozadju dogaja s programsko kodo in raznimi
aplikacijskimi vmesniki (API).
V praksi se graficˇni vmesniki delijo predvsem glede na nacˇin izvedbe in na
vrsto uporabe. Razumljivo je, da bodo pri racˇunalniˇskih igrah ustvarjeni z
zˇivahnejˇsimi barvami in konstruirani z bolj drznimi potezami. Pri vsakdanji
uporabi vmesnikov (npr. v pisarnah) pa je nekoliko drugacˇe. Zaradi nenehne
uporabe je pomembna uporaba bolj blagih barv, ki ne utrujajo ocˇi. Zelo
pomemben je tudi podatek o kontrastu. Svetla podlaga in temno ospredje
je po raziskavah najbolj optimalno za nasˇe ocˇi [1]. Poleg vseh podrobnih
lastnosti barv in izgleda je pomembna tudi smiselnost postavitve elementov.
Kako uspesˇni smo bili pri izdelavi, se lahko enostavno prepricˇamo zˇe s prvim
pogledom na vmesnik. Dober vmesnik nam da hitro vedeti kaj nam ponuja in
kaj zahteva od nas. Logicˇno in jasno sporocˇa potek komunikacije, informacije
so lahko berljive in so predstavljene razumljivo ter razlocˇno. Malo vecˇji izziv
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nastane pri prikazu vecˇjega sˇtevila podatkov. Takrat je potrebno biti zelo
previden, da ne prenasicˇimo prikaza in hkrati ohranimo namen in sporocˇilo.
Poleg tega, da mora vse skupaj izgledati enostavno in lepo, je pomembna tudi
dobra interakcija, vse skupaj pa nam prinese dobro uporabniˇsko izkusˇnjo.
Pot do dobrega vmesnika si lahko olajˇsamo z uporabo nekaterih pomemb-
nih nacˇel [6]. Bistvena bodo na kratko nasˇteta in opisana.
Pri nacˇrtovanju moramo uposˇtevati:
1. Barve
Poznamo vecˇ barvnih sestavov. Med bolj znanimi so: analogni sestav,
komplementarni sestav in barvne triade. Za uporabo v graficˇnem vme-
sniku je bil izbran analogni sestav (uporaba sosednjih barv) (Slika 2.1).
2. Oblike
Ker gre za prikaz podatkov, so bile izbrane osnovne oblike pravokotni-
kov, saj bodo informacije tako bolj pregledne. Pri izboru za izrazˇanje
vrednosti, vecˇji oz. manjˇsi, pa so primerni trikotniki, saj s svojim vr-
hom enostavno nakazujejo izbor.
3. Poravnave
Elementi so ravnani horizontalno in vertikalno, saj s tem pridobimo
boljˇsi pregled nad vrsticami ter atributi tabele.
4. Enostavna zasnova
Manj je vecˇ. Osredotocˇati se je potrebno na glavne lastnosti izdelka.
Prevecˇ nepotrebnih dodatkov lahko uporabnika odmakne od bistva.
5. Ponavljane vzorcev
Z uporabo istih barv in pozicij kontrolnih elementov kot so gumbi in
indikatorji, uporabniku olajˇsamo interakcijo. Vmesnik pa bo bolj pre-
gleden in enoten.
6. Velikosti elementov in objektov
Vecˇji kot je element, vecˇjo pozornost mu bomo namenili. Glavni po-
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datki morajo biti v srediˇscˇu pozornosti, dodatne informacije so zapisane
v manjˇsem formatu.
7. Smiselnost vsebinske razporeditve elementov
Grupiranje elementov v mini “plosˇcˇe” vsebinsko razdeli celoten prostor,
hkrati pa povecˇa preglednost celotne strukture.
Slika 2.1: Izbran analogni sestav v barvnem krogu.
Izdelava vmesnika se je zacˇela z vprasˇanjem, katere vrste vmesnik bi bil
primeren glede izbrane tematike. Ker se trenutno cˇedalje vecˇ aktivnosti od-
vija v tako imenovanih oblakih, je bila ideja o spletnem vmesniku nekako
najbolj primerna. Poleg tega, da bo upravljanje namesto v konzoli zdaj
potekalo preko gumbov in graficˇnih elementov, pa pridobimo sˇe oddaljeni
dostop in vecˇuporabniˇsko spletno aplikacijo. Ta je v osnovi realizirana z
uporabo oznacˇevalnega jezika HTML in CSS. Dodana pa sta sˇe jezika za di-
namicˇnost strani, JavaScript in AJAX, ki kontrolirata vse akcije na strani.
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AJAX skripta (Slika 2.2) s spletnimi zahtevami preko API vmesnika pri-
dobiva strezˇniˇske podatke, ki jih nato procesira v JavaScript in na koncu
v HTML ter CSS. Vsemu skupaj je dodano sˇe nekaj knjizˇnic za oblikovanje
(CSS), ter JavaScript knjizˇnica za komunikacijo s strezˇnikom in uporabo dru-
gih funkcij. Pri izdelavi vmesnika so bila uporabljena razlicˇna odprtokodna
orodja za urejanje:
• Komodo Edit
Urejanje spletnih jezikov HTML, CSS, JavaScript, AJAX.
• GIMP





Slika 2.2: Primer AJAX spletne zahteve za pridobivanje podatkov.
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2.2.1 Analiza obstojecˇih graficˇnih vmesnikov inteligen-
tnih tutorskih sistemov
Kot nadomestek ucˇiteljev za poucˇevanje ena na ena se je v praksi zacˇela upo-
rabljati alternativa: racˇunalniˇski sistemi, katerih zgradba stremi k cˇimbolj
podobnim lastnostim kot so ucˇiteljeve. Ucˇencu poleg razlage nudi tudi
resˇevanje primerov, ki jih po potrebi pojasni.
Poznamo vecˇ vrst racˇunalniˇskih sistemov za poucˇevanje. Najprej se je
razvila uporaba tako imenovanih CAI sistemov. V praksi se izkazˇe, da je nji-
hova uporaba bolj uspesˇna kot ucˇenje v razredih, ter sˇe vedno manj uspesˇna
kot ucˇenje ucˇitelja ena na ena. Njihova glavna pomanjkljivost je, da se niso
zmozˇni prilagoditi specificˇnim potrebam posameznika. Primer taksˇnih sis-
temov so izobrazˇevalne aplikacije za tablicˇne racˇunalnike. Teh je na trzˇiˇscˇu
ogromno.
Bolj napredni sistemi za poucˇevanje so ITS. Sposobni so graditi model
ucˇenca, kar potem omogocˇa prilagajanje vsakemu ucˇencu posebej. Kot prvi
primer taksˇnega sistema navedimo Andes Physics Tutor1 (Slika 2.3), ki se
uporablja za ucˇenje fizike. Izvajanje sistema poteka v celoti preko brskalnika.
Slika 2.3: Sistem za poucˇevanje Andes Physics Tutor.
1http://www.andestutor.org/
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Trenutno najbolj dovrsˇen in priljubljen ITS je Carnegie Learning,2 ki se
za poucˇevanje matematike mnozˇicˇno uporablja v ZDA. Cˇe ga primerjamo z
Andes Physics Tutor, ugotovimo, da je veliko bolj dodelan, saj ga (tudi s
pomocˇjo znanstvenih raziskav) izpopolnjujejo zˇe 20 let. V ZDA ga v praksi
uporablja okrog 650.000 osnovnosˇolcev in srednjesˇolcev ter okrog 150.000
sˇtudentov. Z vecˇ obsezˇnejˇsimi raziskavami so pokazali, da so ucˇenci, ki so
se ucˇili s pomocˇjo kognitivnega tutorja Algebra 1, ki sicer predstavlja le del
celotnega sistema, v povprecˇju dosegali za 85 % boljˇse rezultate.
Sam potek ucˇenja poteka v posebnem oknu, ki nam ga odpre brskalnik
(Slika 2.4). Za delovanje programa potrebujemo namesˇcˇeno razlicˇico Jave.3
Za primerjavo: pri Andesu, za delovanje potrebujemo le brskalnik, brez do-
datnih namestitev.
Slika 2.4: Sistem za poucˇevanje Carnegie Learning.
Preizkusili smo oba sistema ter ju vzeli v primerjavo. Nacˇeloma primer-
java dveh sistemov z razlicˇno ucˇno domeno ni enostavna, a nam kljub temu
lahko pomaga, da lazˇje ugotovimo vsaj nekaj osnovnih lastnosti obeh siste-
mov. Pri obeh opazimo nekaj bistvenih razlik. Zˇe pred zagonom je opazno,
2https://www.carnegielearning.com/
3https://java.com/
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da pri Andes sistemu, ne potrebujemo svojega uporabniˇskega racˇuna, temvecˇ
je dovolj, cˇe vpiˇsemo samo svoje ime. Pri Carnegie Learning je uporabniˇski
racˇun neobhoden. Na podlagi tega se potem gradijo tudi specificˇni modeli za
vsakega ucˇenca posebej. Sledi princip pred zacˇetkom ucˇenja, ki je pri obeh
priblizˇno podoben. Pri obeh si izberemo tematiko iz katere bi se radi ucˇili,
nato pa se nam prikazˇe dejanska naloga. Andes Physics Tutor se tu prikazˇe
v malo slabsˇi lucˇi. Graficˇni vmesnik je sicer kar pregleden, vendar malce
starejˇsega izgleda. Poleg tega na strani pogresˇamo bolj enostavno sprotno
pomocˇ. V primerjavi s pomocˇjo pri Carnegie Learning je dosti manj pregle-
dna in razumljiva. Sicer opazimo, da v podstraneh vsebuje tudi video pomocˇ,
a je uporaba vseeno veliko bolj komplicirana.
Opazno je, da se Carnegie Learning uporablja v vecˇji meri kot Andes
Physics Tutor, saj se zaradi vecˇjega sˇtevila uporabe tudi nenehno razvija ter
izboljˇsuje. Posledicˇno to pomeni tudi boljˇso izvedbo sistema in kakovostnejˇso
interakcijo. Sˇe zlasti je pomembna opazka, da nam oba sistema omogocˇata
prikaz namigov, le da imamo pri sistemu Carnegie Learning tudi mozˇnost
prikaza resˇitve korak za korakom.
2.2.2 Tehnologija graficˇnega vmesnika
Pri odlocˇanju katero tehnologijo bomo uporabili za izdelavo graficˇnega vme-
snika si najprej postavimo mejnike, do kaksˇne mere se bo vmesnik v prihodnje
razvijal. Vprasˇamo se kako je z nadgrajevanjem in celotno strukturo, ali se
bodo pogosto dogajale spremembe podatkovnih izpisov, menjav celotnih tem
prikazovanja ali pa bo sˇlo za bolj ali manj fiksno strukturo, ki bo potrebo-
vala manjˇse spremembe, konkretnih posodobitev pa ne bo v nacˇrtu. Razlika
se opazi tudi pri velikosti strukture. Cˇe bi zˇeleli aplikacijo narediti lazˇjo
za posodobitve, bomo potrebovali sistem za enostavno nadgradnjo celotnega
graficˇnega vmesnika. Tukaj se stvari obcˇutno razvejajo, saj to pomeni, da
vstopi sˇe kup drugih funkcij in dejavnikov, ki na to vplivajo. Potrebno je
zgraditi celoten sistem nadgradenj. V veliki meri nam pridejo v pomocˇ zˇe
narejene strukture, tako imenovana ogrodja (angl. frameworks), ki olajˇsajo
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delo, vendar zahtevajo poznavanje natancˇnega delovanja celotnega sistema.
Potrebno je vedeti tudi, da je raba taksˇnega ogrodja povezana s programskim
jezikom, ki tecˇe na strezˇniku. Taksˇni sistemi tako obstajajo za strezˇniˇske je-
zike PHP, Python, Ruby in podobne. Primer nekaj PHP ogrodij [13] glede
na priljubljenost je prikazanih v grafikonu (Slika 2.5, vir: [19]), podrobnejˇsi
opis sestave ogrodij pa se nahaja v podpoglavju 2.4.1.
Slika 2.5: Nekaj PHP ogrodij glede na priljubljenost v letu 2015.
V nasˇem primeru ni potrebe po uporabi ogrodja in kompleksni struk-
turi vmesnika, saj se pri nadaljnjih nadgradnjah pricˇakujejo le manjˇse spre-
membe, portal pa bo izkljucˇno namenjen samo tematiki argumentiranega
strojnega ucˇenja z uporabo graficˇnega vmesnika. Zaradi mozˇnosti uporabe
vecˇ razlicˇnih domen ucˇnih podatkov in s tem tudi razlicˇnega sˇtevila argu-
mentov, ki se uporabljajo pri prikazu, je sistem narejen tako, da se graficˇni
vmesnik samodejno prilagaja glede na razlicˇne podatke. To pa nam tudi
poenostavi delo, saj ob menjavi domene oz. ucˇnih podatkov ni potrebnega
nobenega vzdrzˇevanja ali posodobitve sistema.
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2.3 Argumentirano strojno ucˇenje
Argumentiratno strojno ucˇenje oz. ABML omogocˇa pridobivanje znanja na
podlagi izkusˇenj s pomocˇjo argumentov in temelji na iskanju pravil v ucˇnih
podatkih. Pomembna razlika med obicˇajnim in argumentiranim strojnim
ucˇenjem [15] je v dolocˇanju oz. iskanju pravil. Obicˇajno strojno ucˇenje nad
danimi podatki sklepa pravilo, ki pa ga v resnici “ne razume”. Pri uporabi ar-
gumentiranega strojnega ucˇenja pa imamo mozˇnost vplivati na racˇunalniˇsko
iskanje pravil s pomocˇjo argumentov domenskega strokovnjaka, ki jih v in-
teraktivnem postopku lahko vpelje v domeno. Tako lahko pripomoremo k
oblikovanju bolj logicˇnih pravil in racˇunalniku “obrazlozˇimo” zakaj je temu
tako. Racˇunalnik pa je sposoben samodejno poiskati ustrezne protiprimere,
ki domenskemu strokovnjaku omogocˇijo izboljˇsanje podanih argumentov.
Tako pridobljena pravila so praviloma tocˇnejˇsa in bolj skladna z eksper-
tnim znanjem [14, 8, 9]. Zaradi navedenih lastnosti obstaja mozˇnost, da bi
argumentirano strojno ucˇenje lahko uspesˇno uporabili pri gradnji inteligen-
tnih tutorskih sistemov [27]. Seveda brez domenskih ekspertov pri gradnji
tovrstnih sistemov ne gre, zato na zacˇetku potrebujemo tudi strokovnjaka, ki
lahko cˇim bolj natancˇno dolocˇi vrednosti razreda primerov v ucˇnih podatkih,
kot so denimo bonitetne ocene podjetij, razlaga matematicˇnih primerov in
podobno. Hkrati pa lahko domenski strokovnjak v sistem vpelje dodatne
koncepte, ki so nato lahko predmet poucˇevanja [17].
2.3.1 Interaktivna zanka za zajemanje znanja
Interaktivna zanka za zajemanje znanja (v nadaljevanju: interaktivna zanka)
je eden izmed dveh kljucˇnih delov ABML algoritma. V ABML je vkljucˇena v
kombinaciji s spremenjenim algoritmom strojnega ucˇenja za indukcijo pravil
CN2 [15], ki za delovanje lahko uporablja tudi podane argumente. Zajema-
nje znanja poteka iterativno in v interakcijo vkljucˇuje znanje domenskega
strokovnjaka [9, 14], v kontekstu inteligentnih tutorskih sistemov pa lahko
interakcija poteka tudi z ucˇencem [25]. Uporabnik (npr. domenski ekspert) s
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pomocˇjo interaktivne zanke pridobi kriticˇne primere in jim poda argumente
za izboljˇsavo pravil, kot je opisano v nadaljevanju in ilustrirano na sliki 2.6.
• V prvem koraku ABML algoritem nad danimi ucˇnimi podatki postavi
hipotezo. Naucˇeni model oz. hipoteza je predstavljena kot mnozˇica
pravil, ki nastanejo kot rezultat delovanja algoritma ABCN2.
• V drugem koraku se na podlagi pridobljenih pravil poiˇscˇe kriticˇne pri-
mere. Gre za ucˇne primere, ki jih trenutna pravila narobe uvrstijo
oz. klasificirajo. Algoritem nam lahko poda vecˇ kriticˇnih primerov,
razvrsˇcˇeni so po t. i. stopnji kriticˇnosti.
• Algoritem predstavi kriticˇni primer ekspertu. Cˇe kriticˇnih primerov ni,
zakljucˇimo s postopkom argumentiranja (korak 3).
• Ekspert primer pregleda in ga razlozˇi v naravnem jeziku (korak 4).
V primeru, da ne najde ustrezne razlage, lahko zahteva nov kriticˇni
primer. S pomocˇjo uporabniˇskega vmesnika, se ekspertovo razlago
kriticˇnega primera vnese v sistem (korak 5).
• Izvede se iskanje protiprimerov (korak 6), ki nakazujejo, ali je razlaga
kriticˇnega primera dovolj dobra ali pa jo je potrebno sˇe izboljˇsati. V
slednjem primeru lahko ekspert svojo razlago dopolni oz. spremeni (7.
korak).
• Algoritem uposˇteva spremembe argumenta in ponovno izvede iska-
nje protiprimerov (korak 6). Cˇe ni najdenih protiprimerov, algoritem
poiˇscˇe nov kriticˇni primer.
• Ponovno se izvede ucˇenje pravil (1. korak), pri cˇemer se uposˇtevajo
ekspertni argumenti. Le-ti se vselej nanasˇajo na kriticˇne primere.
Postopek argumentiranja se zakljucˇi (korak 9), ko ni vecˇ kriticˇnih primerov.
Nacˇeloma lahko pri koraku 6 sˇe vedno obstajajo protiprimeri, vendar ekspert
ne zˇeli vecˇ spreminjati argumentov, ker bi s tem dobil zelo dolge argumente,
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ki ne bi bili vecˇ dovolj splosˇni. V tem primeru lahko zahteva nov kriticˇni
primer. Meja stopnje kriticˇnosti, ki jo omenimo pri koraku sˇt. 2, je arbitrarno
dolocˇena. Lahko jo prilagajamo in s tem dolocˇamo mejo kriticˇnosti.
Slika 2.6: Postopek zajemanja znanja s pomocˇjo interaktivne zanke.
Postopek zajemanja znanja s pomocˇjo interaktivne zanke je dodatno ilu-
striran s primerom v nadaljevanju [26].
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oseba temperatura cepljen kasˇljanje glavobol gripa
1 da, visoka da da ne ne
2 da, zelo visoka ne ne da da
3 da, visoka ne da ne da
4 ne da ne ne ne
. . . . . . . . . . . . . . . . . .
Tabela 2.1: Ucˇni podatki.
Nad danimi podatki (Tabela 2.1) bi racˇunalnik ustvaril model s pravilom:
Cˇe oseba nima zelo visoke vrocˇine, potem nima gripe. To pa nikakor ni
skladno z vsemi primeri. Oseba 3 nima zelo visoke vrocˇine, a iz podatkov
vidimo, da ima gripo. Pojavi se vprasˇanje, zakaj pride do tega. Metoda
strojnega ucˇenja (angl. machine learning method, v nadaljevanju: ML) v tem
trenutku ta primer prikazˇe kot kriticˇni primer, katerega mora nato domenski
ekspert argumentirati. Ta mu kasneje kot argument lahko navede, da ima
oseba gripo zaradi temperature, ki je viˇsja od normalne: Oseba 3 ima gripo,
ker ima vrocˇino. ML nato v uporabi z argumentom, izpelje novo pravilo: Cˇe
ima oseba temperaturo, potem ima tudi gripo. Ponovno se pojavi neskladje
dobljenega pravila in ucˇnih podatkov. Namrecˇ, glede na pravilo, v ucˇnih
podatkih najdemo protiprimer sˇt. 1, kjer ima oseba vrocˇino, nima pa gripe.
Ekspert ima nato omogocˇeno primerjavo primera 1 s primerom osebe 3. S
primerjanjem poskusˇa najti razlog, zakaj oseba 1 nima gripe. Odgovor najde
pri podatku o cepljenju. Oseba 1 je bila proti gripi cepljena, medtem ko
oseba 3 tega ni bila delezˇna. ML ponovno sprozˇi postopek sklepanja novega
pravila, uporabi podane argumente in dolocˇi novo pravilo: Cˇe ima oseba
temperaturo in ni bila cepljena proti gripi, potem ima gripo. Z uporabo tega
pravila pa nato potrdi tudi primer osebe 2.
Iz opisa primera lahko opazimo, da je ena izmed kljucˇnih prednosti inte-
raktivne zanke ravno avtomatsko iskanje protiprimerov, ki ekspertu dodatno
pomagajo pri razlagi kriticˇnega primera oz. pri podajanju argumentov. Kot
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dodatno mozˇnost ima ekspert omogocˇeno tudi dodajanje novih konceptov oz.
atributov, s katerimi si olajˇsa delo. Z vpeljavo atributa “Simptomi gripe”,
lahko kasneje enostavneje argumentira protiprimere. Taksˇna vpeljava bi po-
tem pomenila tudi drugacˇno sklepano pravilo: Cˇe ima oseba temperaturo in
ima simptome gripe, potem ima gripo.
Pri tem pa vedno obstaja mozˇnost, da se v danih podatkih pojavi na-
paka. Domenski strokovnjak lahko s pomocˇjo samodejno najdenih kriticˇnih
primerov in protiprimerov to tudi opazi in taksˇne primere popravi.
2.4 Komunikacija vizualne strani s strezˇnikom
Dandanes je v uporabi vecˇ razlicˇnih nacˇinov komunikacij. Kateri nacˇin ko-
munikacije bomo izbrali, je odvisno od tega kaj zˇelimo in kaksˇen bo nasˇ pro-
dukt. Pri izbiri komunikacije govorimo o izbiri programskega jezika in tehnike
sporocˇanja podatkov. Vsak jezik ima svoje prednosti in slabosti. Pomembno
je, da zˇe pred zacˇetkom programiranja vemo, kaj je nasˇa tematika in kaj
bomo ponujali uporabnikom. Pomembno vlogo ima tudi strezˇnik na katerem
se bodo izvajali storitveni servisi, kot so razni strezˇniˇski procesi in spletni
strezˇnik za serviranje spletne vsebine. Velikokrat smo namrecˇ glede izbire
omejeni s strani ponudnika gostovanja, izjema je, cˇe smo lastniki strezˇnika
sami. To bi potem pomenilo, da smo pri izbiri nacˇina komunikacije povsem
svobodni in je potrebno, da za vse skrbimo sami ali pa imamo vzdrzˇevalca, ki
namesto nas poskrbi tako za varnost kot tudi za pravilno delovanje strezˇnika
in morebitne posodobitve. V nadaljnji razlagi je vizualna stran v kontekstu
uporabljena kot spletni odjemalec (brskalnik), strezˇnik pa kot “ABML ser-
vis”, ki se v tem primeru poganja na istem strezˇniku kot spletni strezˇnik za
serviranje spletne vsebine.
Nacˇini komunikacije se razlikujejo glede na namen uporabe aplikacije.
Aplikacije, namenjene predvsem prikazu in shranjevanju manjˇsega sˇtevila
podatkov, navadno niso procesorsko zelo zahtevne. Pri taksˇnih izvedbah je
zadovoljiva zˇe majhna procesorska mocˇ, saj se bo poleg procesiranja prikaza
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informacij, izvajal le sˇe proces podatkovne baze (DB, angl. database) in
vmesnika za dostop do podatkovnih baz (MySQL, angl. management system
based on structured query language). Pri teh aplikacijah lahko izberemo jezik,
ki ne nudi dovolj dobre opore pri racˇunanju vecˇjih racˇunskih problemov. Pov-
sem nasproten primer so aplikacije, ki v svojem delovanju uporabljajo kom-
pleksnejˇse racˇunske operacije in so posledicˇno tudi bolj zahtevne. Taksˇnim
sistemom je potrebno zagotoviti boljˇsi strezˇnik, ki bo podpiral uporabo pri-
mernih jezikov, s tem pa tudi povecˇamo hitrost in zmanjˇsamo cˇas cˇakanja ob
procesiranju.
Uporabljeni ABML algoritem, integriran v strezˇniˇski servis, sodi med
racˇunsko kompleksnejˇse sisteme. Vsebuje zahtevne operacije strojnega ucˇenja,
ki se nato uporabljajo v kombinaciji z lokalnim podatkovnim sistemom, ki
za vsakega uporabnika hrani njegove podatke. ABML je implementiran v
odprtokodnem programskem paketu Orange oz. Orange Data Mining [5] in
nam omogocˇa izvedbo podatkovne analize. Analiza se nato uporabi pri pro-
cesiranju, potek interakcije pa se zapiˇse v datoteke. Samo ucˇenje pravil je
nad vecˇjimi mnozˇicami podatkov lahko cˇasovno zelo potratno in za delovanje
potrebuje kar nekaj procesorske mocˇi.
Seveda je pri preoblikovanju kode pomembna tudi cˇim ucˇinkovitejˇsa op-
timizacija, saj s tem pridobimo na krajˇsem cˇasu izvedbe in manjˇsi porabi
pomnilnika. ABML algoritem je napisan v Python [20] programski kodi.
Prvotno delovanje je realizirano z neskoncˇno zanko, v kateri se izvajajo pod-
zanke za vnos in izpis kljucˇnih podatkov sistema, ki sluzˇijo za komunikacijo z
uporabo konzole. Pri preoblikovanju je potrebno taksˇno zanko odstraniti, v
nasprotnem primeru bi to pomenilo, da bi za n uporabnikov, imeli n tekocˇih
procesov ABML programa. To vsekakor ni dobra resˇitev. Optimalna mo-
difikacija je izvedljiva v smeri delitve procesa na manjˇse niti. Tako lahko
odpravimo zanko in ob vsaki novi povezavi ustvarimo novo nit za uporab-
nika. Nit je aktivna tako dolgo, dokler se v celoti ne izvede podfunkcija
algoritma. To lahko storimo zaradi preoblikovanja funkcij v podfunkcije, ki
se izvedejo hitreje in omogocˇajo programsko delitev primerno za uporabo z
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vizualno stranjo preko spletnega strezˇnika, s procesiranjem v realnem cˇasu.
Zaradi uporabe graficˇnega vmesnika direktno z algoritmom v realnem
cˇasu je pomembno, da komunikacija poteka hitro in kakovostno [3]. Napake
pri prenosih niso sprejemljive, saj nam le sˇe dodatno povecˇujejo cˇas izvaja-
nja, kar pa z vidika uporabnikov ni najbolj sprejemljivo. Kakovost se odrazˇa
tudi s sporocˇanjem dejanskega stanja komuniciranja, tako da je uporabnik
vseskozi seznanjen o poteku izvajanja. Z uposˇtevanjem vseh teh napotkov,
lahko kot rezultat dobimo dobro vizualizirano razlicˇico ABML-ja [23]. Vi-
zualizacija se nanasˇa na graficˇni oz. slikovni multimedijski prikaz podatkov,
s katerim ustvarimo kvalitetno strukturirano vizualno podobo. Kljucˇen re-
zultat tega je v izboljˇsanju miselnih procesov in s tem tudi poudarjanju
relevantnih podatkov, kar nam prinese kvalitetnejˇse informacije [10].
V naslednjem podpoglavju PHP in Python bo tudi razlozˇeno zakaj je
to boljˇse in kako dejansko delujejo medsebojne povezave modulov v celotem
sistemu.
2.4.1 PHP in Python
Pri izbiri strezˇniˇskega dela jezika je bilo potrebno nujno uporabiti tudi Python
programski jezik, saj je z njim realiziran celoten algoritem (v nadaljevanju:
interaktivni ucˇni algoritem), ki ga je Matevzˇ Pavlicˇ nadgradil v svojem magi-
strskem delu [17]. Python spada med enostavnejˇse programske jezike. Name-
njen je zacˇetnikom kot tudi zahtevnim uporabnikom in je vsekakor primeren
za uporabo v kompleksnih sistemih kot je strojno ucˇenje [18]. S svojimi
podatkovnimi tipi upravlja popolnoma dinamicˇno in podpira funkcionalno,
proceduralno, strukturirano in objektno orientirano programiranje [21].
Za delovanje spletnega vmesnika je potrebno ustvariti nekaksˇen sistem,
ki bi programsko kodo interaktivnega ucˇnega algoritma preoblikoval, da bo
mozˇna sprejemati in posˇiljati podatke [12]. Hkrati pa je zazˇeleno, da bi
interaktivni ucˇni algoritem deloval za vecˇ uporabnikov socˇasno. Resˇitev bi
dosegli z integracijo ucˇnega algoritma v Python spletni servis, ki bi kontroliral
komunikacijo med odjemalcem ter algoritmom. Za komunikacijo servisa in
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odjemalca je potrebno izdelati tudi lasten protokol, ki skrbi za obliko prenosa
podatkov. Ta nam omogocˇa komunikacijo na taksˇni ravni kot jo zˇelimo sami.
Pri tem imamo zelo odprte mozˇnosti, saj je vse funkcionalnosti potrebno
posebej dolocˇiti. Ob dolocˇanju funkcij s katerimi se klicˇejo akcije, smo si lahko
pomagali z dekompozicijo interaktivnega ucˇnega algoritma, ki je bil razdeljen
na manjˇse module (Slika 2.7). Protokol ima definirane ukaze, vsak ukaz pa
se uporablja za kontroliranje manjˇsega modula oz. funkcije v omenjenem
algoritmu.
Slika 2.7: Dekompozicija interaktivnega ucˇnega algoritma na manjˇse module.
Del komunikacije so tudi AJAX zahteve [7], ki se pri spletnem programi-
ranju definirajo kot kontrolne funkcije, ki dinamicˇno oz. asinhrono upravljajo
z zahtevami po podatkih. Ta lastnost nam omogocˇa dinamicˇnost prikazova-
nja podatkov, brez da bi se posˇiljala zahteva po ponovnem nalaganju celotne
spletne strani. Struktura modela aplikacije brez in z uporabo AJAX funk-
cije (Slika 2.8) je zelo podobna. V shemi se modela razlikujeta pri funkciji
posˇiljanja. Brez uporabe AJAX-a se v brskalniku ob prejetju novih podatkov
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ponovno nalozˇi celoten uporabniˇski vmesnik. To seveda zahteva svoj cˇas, saj
se vse slike in elementi ponovno prenasˇajo iz strezˇnika. V nasprotnem pri-
meru se vnovicˇnemu prenasˇanju izognemo, saj se po prejetju podatkov osvezˇi
le spremenjena vsebina.
Slika 2.8: Primerjava aplikacije brez in z uporabo AJAX-a.
Poleg integracije algoritma v servis, je bilo potrebnih sˇe nekaj sprememb
pri zˇe obstojecˇih metodah ABML ucˇne zanke. Kljub vsem spremembam nam
je uspelo vseeno ohraniti vse funkcionalnosti, tudi tiste, ki obsegajo celotne
zapise zgodovine o uporabi vsakega uporabnika. Iz njih je kasneje mozˇno
dolocˇiti profil uporabnika in oceniti njegov potek ucˇenja.
Strezˇniˇski servis je v Python jeziku realiziran s pomocˇjo komunikacij-
ske vticˇnice oz. vmesnika (angl. socket). Pri tem se vticˇnice uporabljajo
kot koncˇne tocˇke dvosmernega komunikacijskega kanala in veljajo kot uni-
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katen identifikator [22]. Vticˇnice lahko komunicirajo med razlicˇnimi procesi
v lokalnem racˇunalniku ali pa med razlicˇnimi procesi razlicˇnih lokacij cˇisto
na drugem koncu planeta. V Python skripti vticˇnici definiramo domeno v
kateri bo delovala in katera vrata (angl. port) bo uporabljala za komunika-
cijo. Nastavljena domena “localhost” pomeni delovanje vticˇnice na lokalnem
racˇunalniku, sˇtevilka vrat pa sporocˇa, da se bo zajemal le tisti omrezˇni pro-
met, ki bo prispel na ta vrata.
Za prenos podatkov lahko vticˇnici nastavimo TCP (angl. transmission
control protocol) ali UDP (angl. user datagram protocol) prenosni protokol.
Podatki ABML sistema so za delovanje graficˇnega vmesnika zelo pomembni,
zato za prenosne poti nastavimo prenosni protokol TCP, saj nam omogocˇa
zanesljiv prenos.
Slika 2.9: Kratka primerjava TCP in UDP protokola za prenos podatkov.
26 POGLAVJE 2. METODE
V primerjavi (Slika 2.9) z UDP protokolom se podatki ob neuspesˇnem
posˇiljanju posˇljejo ponovno, ob uspesˇnem prejetju pa se sporocˇi status o
sprejetem paketu. Poleg tega je pri TCP prenosnem protokolu omogocˇen
tudi pravilen vrstni red podatkov, ki v povezavi s potrjevanjem paketkov,
zagotavlja prenos vseh paketkov brez napak. Cˇeprav je robustnejˇsi in malo
pocˇasnejˇsi je za taksˇne namene rabe posˇiljanja veliko bolj primeren kot UDP.
Slednji se uporablja bolj za prenos manjˇsih datotek, kjer ni potrebna garan-
cija o dostavi paketka.
V nadaljevanju bodo opisani sˇe kljucˇni elementi komunikacije med pro-
gramskima jezikoma PHP in Python. Pomembno je zagotavljati, da podatki
pravilno prehajajo po protokolu. Za format, v katerem se podatki prenasˇajo,
je bilo najenostavneje izbrati kar JSON notacijo, saj je struktura podatkov
zelo jasna in enostavna. Notacija je sestavljena iz parov v kombinaciji kljucˇ:
vrednost (Slika 2.10a). Podpira uporabo tako sˇtevilskih kot tudi besedil-




Slika 2.10: Prikaz podatkov v JSON notaciji.
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Python je kot servis potrebno na strezˇniku zagnati. Ustvari se proces, ki
spremlja mrezˇni promet na TCP vratih 8888. Sˇtevilka vrat je arbitrarna in
jo je pred zagonom mozˇno tudi spreminjati. Ob zagonu se v konzoli sistema
(Slika 2.11) najprej izpiˇse status s sˇtevilko vrat, preko katerih bo potekala
komunikacija med spletnim strezˇnikom in interaktivnim ucˇnim algoritmom.
Pri vsaki vzpostavitvi nove povezave v konzoli vidimo cˇasovni zˇig, naslov
povezanega odjemalca in akcijo, ki se bo izvajala. Nacˇeloma teh zapisov ka-
sneje ne bomo potrebovali, so pa bili v pomocˇ pri razvijanju sistema. Python
skripte se lahko nahajajo tudi na cˇisto drugem strezˇniku kot skripte za sple-
tno aplikacijo, saj delujejo neodvisno ena od druge. To je tudi prednost,
saj imamo lahko za vecˇ graficˇnih vmesnikov zagnan samo en servis, do kate-
rega pa lahko dostopamo iz razlicˇnih lokacij spletnih strezˇnikov. S taksˇnim
nacˇinom izvedbe je v povezavi s spletnim strezˇnikom mozˇno izdelati tudi
mobilno ali katerokoli drugo aplikacijo, saj je v sistemu popolnoma razvit
sistem za zahteve API. Pomembno prednost imamo tudi pri posodobitvah.
Ker gre za sistem, ki je lahko dostopen preko spleta, nimamo tezˇav s po-
sodobitvami, saj se celotna struktura shranjuje na strezˇniku. Odjemalec je
le aplikacija, ki nam je v pomocˇ pri odpiranju spletnih strani in aplikacij.
Za delovanje spletnega strezˇnika uporabimo odprtokodno orodje Apache,4 ki
podpira izvajanje PHP jezika.
Z ustreznimi ukazi, poslanimi preko PHP skript (Slika 2.12), kontroliramo
stanja ABML servisa. Velja omeniti tudi vecˇnitno funkcionalnost servisa, kar
nam omogocˇa neodvisno delovanje algoritma za vecˇ uporabnikov hkrati.
4https://httpd.apache.org/
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Slika 2.11: Izpis poteka izvajanja Python servisa na strezˇniku.
Slika 2.12: Komunikacijska PHP skripta.
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Kot je omenjeno tudi v podpoglavju 2.2.2, lahko pri gradnji PHP aplika-
cije uporabimo zˇe narejena MVC (angl. model-view-controller) ogrodja (Slika
2.13). Taksˇna ogrodja temeljijo na vecˇnivojskem generiranju spletne vsebine.
Glavno vlogo prevzemajo kontrolerji, ki glede na uporabnikovo zahtevo kon-
trolirajo zˇeljen model v katerega vkljucˇijo posamezne poglede. Taksˇen sis-
tem je zelo primeren za aplikacije z vecˇ podstranmi, za katere lahko izbiramo
skupine in jim dodeljujemo graficˇne predloge. Ob morebitnih posodobitvah
opravimo spremembo direktno na predlogi, to pa potem posodobi celotno
strukturo prikaza na vseh podstraneh. Pri nasˇi aplikaciji to ni potrebno. Za-
dostuje nam zˇe klasicˇno “rocˇno” generiranje izgleda strani brez vkljucˇevanja
kompaktnih knjizˇnic. Poleg tega pa aplikacija temelji na enostranskem pri-
kazu spletne strani (angl. single page website) [4]. Pri enostranskih izvedbah
strani je pomembno, da je prikaz informacij dinamicˇen, zato pri realizaciji
uporabljamo AJAX funkcije.
Slika 2.13: MVC struktura.
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V sestavo sistema poleg strezˇniˇskega dela sodi tudi graficˇni aplikacijski
del, ki se nato izvaja v odjemalcˇevem brskalniku. Pri tem je pomembno, da
je struktura obeh delov sistema grajena skladno in je sinhrona pri izvajanju.
Slika 2.14 prikazuje usklajenost funkcij glede na razlicˇne programske jezike
in metode, ter kako med njimi poteka interakcija.
Izvajanje se zacˇne z zagonom spletne aplikacije. Ucˇenje se nato pricˇne s
klicom funkcije “Zacˇni z ucˇenjem oz. nadaljuj s sejo”, ki se izvede z uporabo
JavaScripta. Za komunikacijo nato uporabi AJAX tehnologijo. Podatke se
pravilno strukturira v JSON notacijo in posreduje na spletni strezˇnik, kjer
jih pricˇakuje PHP skripta. Od tam se informacije preko vticˇnice prenesejo
cˇez JSON dekoder, nato pa se zacˇne procesiranje ABML-ja. Procesirani
podatki se potem po isti poti vrnejo do spletne aplikacije. Taksˇno izvajanje
se ponavlja ob vsaki na novo izvrsˇeni akciji v spletni aplikaciji, v vrstnem
redu kot ga dolocˇajo pusˇcˇice na sliki.
Slika 2.14: Delovanje in sestava celotnega sistema.
Poglavje 3
Rezultati
Poglavje vsebuje povzetek rezultatov. V aplikaciji je uporabljena domena,
ki zajema podatke podjetij in njihovih bonitetnih ocen. Razlicˇica vmesnika
je trenutno namenjena ucˇenju in razumevanju teh podatkov. Opisi vseh
uporabljenih znacˇil oz. atributov so navedeni v [17].
3.1 Graficˇni vmesnik in interakcija
Graficˇni vmesnik je oblikovan po standardih in nacˇelih oblikovanja. Kom-
ponente so med seboj logicˇno povezane in dajejo dinamicˇen interaktiven
obcˇutek. GUI za svoje delovanje potrebuje tudi strezˇniˇski del. Ta obsega
Python servis in strezˇnik Apache, ki za pravilno izvajanje sistema potrebuje
posebne PHP nastavitve. Primarno je uporaba celotne aplikacije namenjena
za spletne strezˇnike, lahko pa ga poganjamo tudi lokalno.
Ob zacˇetku nove seje se nam prikazˇe pet kriticˇnih primerov (Slika 3.1).
V zgornji plosˇcˇi vidimo nabor akcij. Mozˇnost imamo tudi zapustiti program
in ga nadaljevati kasneje s klikom na gumb “Nadaljuj prejˇsnjo sejo” (angl.
Resume previous session) ali pa ustvariti novo sejo. Z izborom ene izmed
petih vrstic nadaljujemo na naslednji prikaz, kjer lahko izbiramo atribute,
s katerimi utemeljimo bonitetno oceno izbranega kriticˇnega primera (npr.
bonitetna ocena je nizka, ker ima podjetje visok dolg in nizek dobicˇek).
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Slika 3.1: Izbiranje kriticˇnega primera.
Spodaj desno v skupini oz. kategoriji “Ratios” lahko vidimo graficˇni
prikaz ocene vsakega izmed atributov, ki nam pove kako uspesˇni smo bili pri
uporabi danih atributov v podanih argumentih (pri izracˇunu si pomagamo z
M oceno). Ob slabsˇih ocenah argumenta se prikazana vrednost pri atributih,
ki so bili uporabljeni v argumentu, zmanjˇsa in obratno, ob boljˇsih ocenah se
prikazana vrednost poviˇsa (Slika 3.2).
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Slika 3.2: Izbiranje argumentov.
Po izbranih atributih in nastavljenih vrednostih argumente posˇljemo strezˇniku.
Na vrhu aplikacije se nam prikazˇe vizualizirana M ocena (Slika 3.3). Po-
leg ocene vidimo tudi delezˇ, za koliko je sˇe mozˇno izboljˇsati oceno. Kot
pomocˇ lahko s pritiskom na “Show hints” pridobimo tudi namige, kako lahko
dosezˇemo viˇsjo oceno. Na podlagi taksˇne interakcije se lahko cˇlovek ob prime-
rih naucˇi branja domenskih podatkov. Seveda pa mora poznati pomene atri-
butov, ki so opisani na osnovni strani aplikacije pod rubriko “Help” (pomocˇ).
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Slika 3.3: Prikaz ocene M in protiprimera.
Komunikacija odjemalcˇevega brskalnika in strezˇniˇskega servisa deluje na
podlagi vecˇ korakov (Slika 3.6). V prvem koraku odjemalec na strezˇnik posˇlje
zahtevo za dostop do aplikacije. Strezˇnik odgovori s podatki za prikaz apli-
kacije v HTML jeziku (korak 2). Odjemalcˇev brskalnik s pomocˇjo CSS pravil
generira izgled graficˇnega vmesnika in nato vseskozi cˇaka na uporabnikov
nadaljnji ukaz (npr. klik na gumb), ki se potem s pomocˇjo AJAX funk-
cije posreduje spletnemu strezˇniku (korak 3). Ukaz se nato s pomocˇjo PHP
skripte procesira in skupaj s podatki posˇlje v Python servis (korak 4). Tam
ga sprejme ABML algoritem, ki glede na zˇeleno zahtevo pripravi podatke,
jih pravilno strukturira in vrne nazaj spletnemu strezˇniku oz. PHP funkciji
(korak 5). V sˇestem koraku se podatki iz strezˇnika posˇljejo nazaj v odje-
malcˇev brskalnik, kjer jih sprejme AJAX funkcija. Podatki se nato obdelajo
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z uporabo JavaScript skripte, ki v kombinaciji z JQuery knjizˇnjico generira
HTML prikaz (korak 7). Pri tem je pomembno omeniti tudi podatek zakaj se
HTML generira na odjemalcˇevem delu in zakaj ne kar direktno na strezˇniku.
Pojasnilo se nahaja v kontekstu z velikostjo prenosa podatkov od strezˇnika
proti odjemalcu. Z uporabo JSON notacije velikost podatkov strnemo v kar-
seda najmanjˇso obliko. V primeru generiranja HTML kode na strezˇniku, bi
to pomenilo obsˇirnejˇso kolicˇino podatkov, kar bi hkrati pomenilo tudi malo
daljˇsi odzivni cˇas. Zadnji, osmi korak pa zajema prikaz oblikovanih podatkov
v brskalnik.
Slika 3.4: Shema komunikacije med odjemalcem in strezˇnikom.
3.2 Opis ucˇne seje
Do sistema dostopamo z uporabo spletnega brskalnika. V brskalniku se odpre
izgled strani v katerem izberemo podstran “Start learning with ABML” (Slika
3.5).
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Slika 3.5: Spletna stran pred zacˇetkom postopka ucˇenja.
S klikom na akcijo “Create new session” bo aplikacija pognala strezˇniˇski
del sistema. Med inicializacijo sistema se nam nato prikazˇe status nalaganja
podatkov (Slika 3.6).
Slika 3.6: Zagon aplikacije.
Ko se nalaganje zakljucˇi, se odpre pogled kriticˇnih primerov (Slika 3.7).
Vsak kriticˇni primer poleg vrstne sˇtevilke prikazuje ime podjetja (ID), stopnjo
odstopanja (Err) in bonitetno oceno podjetja (Class). Stopnja odstopanja
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pomeni odstopanje kriticˇnega primera od drugih ucˇnih primerov in se dolocˇi
s postopkom v ABML sistemu. Ta nato za vsak ucˇni primer vrne sˇtevilo
v intervalu med 0 in 1, ki nam predstavlja stopnjo kriticˇnosti danega pri-
mera. Bonitetno oceno je vsem primerom v ucˇni mnozˇici predhodno dolocˇil
domenski strokovnjak.
Slika 3.7: Izpis kriticˇnih primerov.
S klikom na izbrani kriticˇni primer odpremo pogled vseh znacˇilk oz. atri-
butov podjetja (Slika 3.8). V nasˇem primeru smo izbrali prvi kriticˇni primer.
Tabela na cˇisto levi strani prikazuje vrstno sˇtevilko atributa, ki ga lahko
izberemo kot argument. V desni smeri nato sledi ime atributa in vrednost
izrazˇena bodisi s sˇtevilom ali pa z odstotkom. Pri vrednostih opazimo tudi
cˇrne stresˇice s katerimi izrazˇamo, ali je vrednost atributa previsoka ali pa
prenizka. Poleg posebnih “Ratios” znacˇilk je prikazan graficˇni prikaz statusa
napredka atributa in predstavlja oceno, kako tocˇni smo bili pri uporabi atri-
buta. Cˇe so nasˇe napovedi z uporabo atributa pravilne, bo statusna vrstica
prikazovala vecˇji odstotek delezˇa.
Osnovne znacˇilke so prikazane cˇisto na vrhu in jih ni mogocˇe skriti. Pod
njimi se nahajajo glavni atributi in se lahko uporabljajo pri poucˇevanju.
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Zaradi velikega sˇtevila so razdeljeni v smiselne skupine oz. kategorije, ki
so v zacˇetnem prikazu skriti. Kategorije lahko nato poljubno skrijemo ali
prikazˇemo, pri tem pa nam vedno ostajajo odprti tisti atributi, ki jih izbiramo
za argumentiranje nasˇega primera. V cˇisto spodnjem delu pogleda se nahaja
predhodno omenjena kategorija “Ratios”. Ta kategorija prikazuje posebne
atribute, katere je dodal ekspert in ki lahko bistveno pripomorejo k lazˇjemu
razumevanju ucˇne domene. V nasˇem primeru je kot razred podana bonitetna
ocena podjetja in je vidna cˇisto spodaj v tabeli.
Slika 3.8: Prikaz podatkov kriticˇnega primera.
Po pregledu in razmisleku zakaj dani kriticˇni primer spada v prikazani
razred, izberemo izstopajocˇo znacˇilko. Ob kliku zˇelene izbire dolocˇimo, ali je
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vrednost previsoka ali prenizka in se nam nato ustrezno oznacˇi izbran element
(stresˇica se obarva rdecˇe), kot to prikazuje slika 3.9. Tukaj smo za atribut sˇt.
30 navedli, da je njegova vrednost prevelika. Za tem se odpre tudi opcijsko
okno, kjer lahko vnesemo primerno sˇtevilo k. Z njim lahko tocˇno dolocˇimo
mejo, do katere vrednosti bi bil atribut sˇe sprejemljiv. Vecˇ napotkov, kako
dolocˇati sˇtevilo k, se odpre, cˇe se z miˇskinim kazalcem postavimo na vnosno
polje. V tem primeru k pomeni, da bi se ocena podjetja lahko izboljˇsala,
cˇe bi se vrednost atributa nahajala v intervalu med sˇtevilom k in trenutno
vrednostjo atributa.
Slika 3.9: Izbor znacˇilk za argumentiranje.
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Po koncˇanem izbiranju znacˇilk s pritiskom na gumb “Send arguments”,
se samodejno skrijejo atributi, ki jih pri argumentiranju nismo izbrali. Odpre
se nov pogled z dodatnimi informacijami (Slika 3.10). V zgornjem delu apli-
kacije se pojavi graficˇni prikaz ocene M, ki pove, za koliko smo z izbranimi
argumenti izboljˇsali trenutni kriticˇni primer. Poleg prikaza tabele kriticˇnega
primera se na desni strani prikazˇejo podatki protiprimera glede na nasˇ iz-
bor znacˇilk. S pregledom protiprimera lahko nato kriticˇni primer dodatno
argumentiramo in izboljˇsujemo. Pri tem se moramo zavedati, da lahko s pre-
velikim izborom znacˇilk celotno zadevo popeljemo tudi v nasprotno smer. To
pomeni, da se lahko ocena M spremeni tudi v slabsˇo. Da bi se temu izognili,
se lahko drzˇimo pravila in postavimo mejo ocene nad katero smo zadovoljni
z argumenti. Graficˇni prikaz ocene M je odrazˇen tudi z barvo. Uspesˇnost
je oznacˇena z rdecˇo, rumeno, modro in z zeleno. Rdecˇa je v tem primeru
najmanj uspesˇna, zelena pa najbolj. V primeru, da ocena ni najboljˇsa in jo
je mogocˇe sˇe izboljˇsati, se pri graficˇnem prikazu ocene M prikazˇe tudi delezˇ,
za koliko je mogocˇe izboljˇsati primer. Delezˇ, ki ga je mogocˇe izboljˇsati se
ustrezno oznacˇi z razlicˇno barvo in se nanj napiˇse odstotek izboljˇsanja, ki ga
je mogocˇe dosecˇi z izboljˇsavami. Primer trenutne slike prikazuje zelo dobro
oceno M, kar pomeni, da smo primer dobro argumentirali. Spodaj v vrstici
izbranega atributa, pa nam statusna vrstica uspesˇnosti uporabe argumenta,
prikazuje 100 % dosezˇek. Kar nakazuje, da smo pri argumentiranju primerov
pravilno uporabljali atribut net.debt/EBITDA. To lahko vzamemo tudi kot
rezultat ucˇenja, ki nakazuje razumevanje rabe te znacˇilke.
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Slika 3.10: Graficˇni prikaz M ocene in protiprimera.
Pri dodatnem argumentiranju so nam v pomocˇ tudi namigi. S klikom na
akcijo “Show hint”, se v zgornjem desnem kotu prikazˇe oblacˇek s sporocˇilom
kako izboljˇsati argumente (Slika 3.11). Cˇe izboljˇsave v taksˇni kombinaciji
argumentov niso mozˇne, potem to argument tudi sporocˇi. V nasprotnem pri-
meru pa nam navede koliksˇno oceno lahko dosezˇemo in kako do nje pridemo.
V tem koraku vidimo, da nasˇega izbora argumenta ni mozˇno nadgraditi, saj
smo zˇe v prejˇsnjem koraku dosegli maksimum izboljˇsave.
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Slika 3.11: Prikaz namiga.
Ko smo z argumentiranjem zadovoljni in je ocena uspesˇnosti (ocena M )
zadovoljiva, kriticˇni primer zakljucˇimo. To storimo z izborom akcije “Done
and get next example”. Aplikacija nato ponovno poiˇscˇe kriticˇne primere in
jih prikazˇe v tabeli (Slika 3.12). V tej tocˇki se lahko odlocˇimo ali bomo
nadaljevali z resˇevanjem primerov, ali pa bomo argumentiranje zakljucˇili.
Ob nadaljevanju lahko ustvarimo cˇisto novo sejo ali pa uporabimo prejˇsnjo.
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Slika 3.12: Posodobljen prikaz kriticˇnih primerov.
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Poglavje 4
Diskusija
Pomemben izziv pri implementaciji je predstavljala predvsem komunikacija
med Python in PHP skriptami. PHP sicer podpira izvajanje Python skript.
Vendar so slednje zmozˇne tecˇi v neskoncˇnost in hkrati izpisovati podatke,
pri PHP-ju pa je nekoliko drugacˇe. Izpisovanje podatkov se namrecˇ pricˇne
sˇele po zakljucˇenem procesiranju, tako da ob neskoncˇni zanki podatkov ne
bomo nikoli videli. Obstajala je resˇitev, pri kateri bi celotno Matevzˇevo kodo
prepisali v manjˇse datoteke in bi vse skupaj kontrolirali preko PHP-ja, kar
pa ni ravno dobra zamisel, saj je PHP veliko pocˇasnejˇsi. Poleg tega pa za-
radi razlicˇnih sej (angl. session) ne moremo vzdrzˇevati podatkov v RAM
pomnilniku. Namesto RAM-a bi lahko uporabili bazo, kar pa bi celoten sis-
tem obcˇutno zakompliciralo in upocˇasnilo. Na koncu le ostanemo pri sklepu,
da drugacˇe kot z uporabo Pythona ne bo sˇlo, saj je bolj primeren za taksˇna
procesiranja.
Do resˇitve smo kasneje priˇsli z integracijo algoritma v servis. Z upo-
rabo nitk (angl. thread) ustvarimo navidezne vzporedne poti dostopa do
servisa in lahko nemoteno komuniciramo z vecˇ uporabniki hkrati. Opra-
vljeni so bili testi dostopov v praksi, kjer se je implementacija izkazala za
zelo uspesˇno. Veliko oviro je predstavljalo tudi malo dostopnih informacij
glede taksˇnih problemov. Vecˇinoma se taksˇne izvedbe uporabljajo predvsem
s krajˇsimi/koncˇnimi Python skriptami. Prav tako nismo nasˇli ustrezne litera-
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ture, ki bi opisovala problem vecˇuporabniˇskega nacˇina pri uporabi algoritmov
argumentiranega strojnega ucˇenja.
Izziv se je pojavil tudi pri izpisovanju vseh atributov iz ucˇnih prime-
rov. V nasˇem primeru imamo vecˇ kot 30 atributov. Hkratno prikazovanje
vseh podatkov kriticˇnega primera in protiprimera bi lahko pomenilo zmedo.
Implementirati je bilo potrebno posebne funkcije, ki vse skupaj pravilno pri-




V projektu smo se poleg glavne tematike izdelave graficˇnega vmesnika za na
argumentiranju temeljecˇ tutorski sistem, v veliki meri ukvarjali tudi s komu-
nikacijo strezˇnika z graficˇnim vmesnikom. Izziv je bil zdruzˇiti delovanje dveh
povsem drugacˇnih programskih jezikov in med njima prenasˇati vecˇjo kolicˇino
podatkov. Prenos le-teh mora biti zanesljiv in karseda hiter, saj strezˇniˇski
servis procesira podatke v realnem cˇasu. Glede na hitro procesiranje je bilo
potrebno primerno prilagoditi graficˇni vmesnik. Aplikacija je tako strukturi-
rana kot enostranska stran, njena glavna prednost je, da se po klicu razlicˇnih
akcij na strani posodabljajo le ucˇni podatki. Ostala struktura strani vedno
ostane ista in ni potrebe po vnovicˇnih prenosih vsebine iz strezˇnika.
Opravljena so bila testiranja glede uporabnosti, izgleda in kakovosti in-
terakcije pri uporabi spletne aplikacije. Uporabnikom izbor barv ustreza,
popravili bi le kaksˇne podrobnosti. Izboljˇsave bi naredili predvsem pri izpisu
namigov in uvodnih navodilih, ki se kasneje ob normalni uporabi ne prikazu-
jejo. Prikaz s spustnimi seznami se jim zdi popolnoma primeren. Opazˇajo,
da je res veliko podatkov. Ideja bi bila, da se nekateri kompleksnejˇsi podatki
skrijejo in se prikazˇejo sˇele po dolocˇeni dosezˇeni oceni.
Koncˇni izdelek ustreza nacˇelom in ciljem, ki smo si jih zadali pred zacˇetkom
izdelave. Sˇe vecˇ, uspelo nam je ustvariti sistem, ki lahko poteka cˇisto locˇeno
od ABML-ja. Tako se procesiranje podatkov lahko odvija na enem strezˇniku,
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na drugem pa skrbimo samo za spletno aplikacijo. To je uporabno predvsem,
ker lahko postavimo vecˇ razlicˇnih vmesnikov, pri tem pa uporabljamo le en
strezˇnik za procesiranje podatkov. Kot stranski produkt tega je nastal sis-
tem za API klice. To pa nam v prihodnje omogocˇa enostavnejˇse razvijanje
mobilnih in drugih aplikacij, ki so tako tudi neposredno povezane med seboj
z uporabo istega strezˇnika. Pri tem velja omeniti tudi prednost sistema pri
uporabi katerekoli podatkovne domene. Z ustrezno strukturo, ki bo na voljo
v podstrani aplikacije z navodili za uporabo, bo mozˇno nalozˇiti popolnoma
nove podatke s pomocˇjo katerih bi se radi ucˇili. Trenutno se za ucˇne primere
uporablja domena bonitetnih ocen podjetij. Lahko pa bi denimo nalozˇili po-
datke o klikih na dolocˇeni spletni strani, kombiniranimi s podatki prodaje, ki
bi nam pomagali razumeti povezavo med sˇtevilom klikov in rastjo prihodkov.
Celoten izdelek je razsˇirljiv in omogocˇa veliko nadgradenj. V prihodnje bi
lahko dodali uporabne statistike in izracˇune, ki bi sˇe natancˇneje dolocˇili profil
vsakega posameznika. S temi podatki bi pridobili zelo koristne informacije za
namen poucˇevanja. Poleg tega, bi lahko z uporabo novih funkcij nadgradili
tudi uporabniˇski vmesnik. Naknadno bi lahko izdelali dodatno platformo za
eksperte in ucˇitelje. S tem pa bi lahko ustvarili veliko kakovostnejˇsi sistem,
ki bi kasneje dejansko presˇel v obsˇirnejˇso rabo aplikacije.
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