The process of assigning independent tasks to resources with the aim of optimizing some objective functions is known as scheduling. The efficient scheduling of independent tasks to improve the performance of a system is an important problem. Several algorithms are developed to schedule tasks on their resources to minimize the makespan. One of these algorithms is ACTA (Average of Completion Times Algorithm). This paper proposes an algorithm HASA (Half the Average Scheduling Algorithm) that ameliorates the makespan produced by ACTA. Experimental results show that the proposed algorithm gives makespan smaller than ACTA.
INTRODUCTION
Task scheduling is one of the most famous optimization problems which plays an important role to improve the performance of a system. It is the process of assigning tasks to resources to optimize an objective function. In this problem, the tasks have no priorities or deadlines. They are independent. For this scheduling problem, there are a set of resources R={R0,R2,…, Rm-1} and a set of independent tasks U={T0,T2,…, Tn-1}. Each task is required to be assigned to a resource in order to maximize or to minimize an objective function. There are two kinds of scheduling; static and dynamic. The information regarding all the tasks as well as the resources is assumed to be known in advance in static scheduling where each task is assigned once to a certain resource. Whereas in dynamic scheduling, it is not possible to know the execution times for tasks in advance [1] , [2] . Many scheduling algorithms have been developed to improve the performance of a system. The goal of the scheduling problem is to maximize or minimize an objective function such as turnaround time (the amount of time between starting a task and its finish ), makespan (it is the maximum completion time ), response time (amount of time from submission of a task to its first response), CPU utilization (keeping the CPU as busy as possible ), throughput (number of processes that are completed per a unit of time ), or waiting time (the amount of time that the task is waiting in the ready queue ) [3] , [4] . This paper introduces an algorithm that ameliorates the makespan produced by the ACTA. The makespan is defined by the following equation:
.
The rest of the paper is organized as follows: Section 2 presents some of the related works. The proposed algorithm is described in Section 3. Section 4 gives an illustrative example to compare between the two algorithms ACTA and HASA.
Results and graphs are presented in Section 5. Finally, Section 6 concludes the paper and presents future work.
RELATED WORK
To schedule tasks on resources with the aim of minimizing the makespan, large numbers of scheduling algorithms have been proposed. Some of these algorithms are mentioned below.
MET (Minimum Execution Time)
The algorithm Minimum Execution Time chooses the task with the least execution time and schedules it on the corresponding resource. The assignment is done on the basis of FCFS regardless on the availability of resources. This can cause a load imbalance across resources. This algorithm requires O(n) time [2] .
MCT (Minimum Completion Time)
This algorithm assigns each task to the resource which gives the minimum completion time for that task [3] . Also, this assignment is done on the basis of FCFS. The completion time is calculated as where the ready time of the resource is the time required for it to complete all its assigned tasks. The algorithm causes some tasks to be assigned for resources that haven't the minimum execution time. The MCT requires O(n) time.
OLB (Opportunistic Load Balancing)
OLB allocates each task to the next resource that becomes available, regardless of the task's execution time on that resource [2] . The idea for this algorithm is keeping all resources as busy as possible. One advantage of OLB is its simplicity. However, because OLB does not consider task execution times, the scheduling it finds can result in a very poor makespan. It is simple and requires O(n) time.
Min-Min algorithm
This algorithm starts with the set U of all tasks. Then, the set of minimum completion times for each task Ti in the set U is calculated. The task with the overall minimum completion time is selected from this set of minimum completion times and assigned to the corresponding resource. Finally, this task is removed from the set U, and the process is repeated until all tasks are scheduled (i.e., U is empty) [2] . Min-min is based on the minimum completion time, as is MCT. However, the algorithm Min-min considers all unscheduled tasks during each scheduling decision and MCT only considers one task at a time. This algorithm requires O(n 2 m).
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Max-Min algorithm
This algorithm is similar to Min-min. The Max-min begins with the set of all unscheduled tasks U. The set of minimum completion times, for each task Ti in the set U, is found. The task with the overall maximum completion time is selected from this set of minimum completion times, and assigned to the corresponding resource. The scheduled task is removed from U, and the process repeats until all tasks are scheduled. This algorithm requires O(n 2 m) [5] .
RASA algorithm
The algorithm RASA applies the Max-Min and Min-Min algorithms alternatively. The RASA algorithm applies the Min-min algorithm if the number of available resources is odd. Otherwise, the Max-min algorithm is applied. If the first task is scheduled using the min-min algorithm, then the next task is scheduled using the max-min algorithm. The remaining unscheduled tasks are assigned to their appropriate resources by one of the two algorithms alternatively [5] .
Improved Max-Min Algorithm:
The Improved Max-min algorithm is based on the execution time instead of completion time. It calculates the completion time of the tasks on each resource. Then the task with the maximum execution time is allocated to the corresponding resource that produces the minimum completion time (Slowest Resource). The scheduled task is then removed from the set of unscheduled tasks and all the corresponding times are updated. Then, remaining tasks are scheduled using the traditional max-min algorithm [6] .
Enhanced Max-min Task Scheduling Algorithm
It is a modification for the Improved Max-min task scheduling algorithm [7] . It first assigns the task with average execution time (average or nearest greater than average task) to the slowest resource that produces minimum completion time.
The max-min algorithm is then used to schedule the remaining tasks.
MASA (Minimum Average Scheduling Algorithm)
The MASA algorithm improves the Enhanced max-min algorithm when the greatest average for execution times on resources is very large. First, it selects the └m/7┘(floor the number of resources divided by 7)tasks with (minimum average execution times or nearest greater than minimum average execution times). These tasks are then allocated to the corresponding resources. Then, the traditional Max-min algorithm is applied for the remaining tasks [8] .
e-MASA (Enhanced Minimum Average Scheduling Algorithm)
The e-MASA algorithm improves the max-min part of the MASA algorithm. Instead of selecting the task with maximum completion time, the e-MASA selects each time the task whose completion time is equal to (or the nearest to) the arithmetic mean of the minimum completion times of the remaining tasks [9] .
ACTA(Average of Completion Times Algorithm)
The ACTA calculates the minimum completion time for each task. Then, the task whose completion time equals to(or the nearest to)the arithmetic mean of the minimum completion times of the remaining tasks is selected. The selected task is then assigned to the corresponding resource. The process is repeated until all tasks are scheduled [10] .
THE PROPOSED ALGORITHM
HASA ( Half the Average Scheduling Algorithm)
The scheduling problem here considers a set U of independent tasks to be scheduled on their resources with the aim of minimizing the makespan. The ACTA depends on choosing a task whose completion time equals to(or the nearest to)the arithmetic mean of the minimum completion times of the remaining tasks [10] . The proposed algorithm tries to improve the makespan by selecting a task with smaller completion time than that chosen in ACTA. The algorithm HASA first calculates the completion time for each task on each resource. Then, every time the task whose completion time is equal to (or the nearest to) half the arithmetic mean of the minimum completion times of the remaining tasks is selected and assigned to the corresponding resource. The scheduled task is then deleted from U and the ready time of corresponding resource is updated. The process is repeated until the set of unscheduled tasks is empty. The proposed algorithm has complexity O( ), where m is the number of resources in the system and n is the number of tasks.
The proposed Algorithm HASA
HASA Flowchart
The flowchart of HASA is given below in 
AN ILLUSTRATIVE EXAMPLE
As a simple example, assume that there are 2 resources R0 and R1 and four tasks T0, T1, T2 and T3 with execution times of tasks as shown in Table1. The schedule produced by the ACTA has a makespan of 10s as shown in Fig. 2 .
Fig.2 Schedule of ACTA for the illustrative example
The schedule produced by the HASA has a makespan of 7s as shown in Fig.3 . 
RESULTS AND GRAPHS
To compare HASA with ACTA, a simulation is made for the two algorithms to examine their performance. It is written using the C++ language. The model consists of n tasks and m resources with n varying from 1000 to 10000 and m varying from 100 to 1000. The values of tasks' execution times are chosen randomly. Two cases are discussed here; fixed number of resources and fixed number of tasks.
Case1: The makespan is calculated for different values of the number of tasks n from 1000 to 10000 tasks when the number of resources is fixed at m=100. As the number of tasks increases, the makespan increases also. Fig. 4 plots the number of tasks versus the makespan for fixed . It is noted that HASA gives smaller results than ACTA.
Fig.4 The number of tasks versus the makespan for m=100
Case2: The makespan is calculated for different values of the number resources m from 100 to 1000 for fixed number of tasks n=5000. As the number of resources increases, the tasks are distributed on the resources which results in decreasing the makespan. Fig.5 plots the number of resources versus the makespan. The figure shows that HASA gives lower makespan than ACTA. 
