Introduction
Surface parameterization consists of a surface decomposition into a set of patches, also referred to as an atlas of charts, and establishing one-to-one mappings between the patches and reference domains. Numerous applications of surface parameterization in computer graphics and geometric modeling include texture mapping, shape morphing, surface reconstruction and repairing, and grid generation.
In this paper
1
, we deal with a planar parameterization for a triangle mesh approximating a smooth surface, a bijective mapping between the mesh and a triangulation of a planar polygon. An excellent survey of recent advances in mesh parameterization is given in [10] , see also references therein. While various algorithms are developed for mesh parameterization approaches based on solid mathematical theories (e.g., conformal mappings), effective computational schemes for generating practically important lowstretch mesh parameterizations [19] have not yet been proposed.
Consider a surface S ∈ R 3 topologically equivalent to a disk and given parametrically by p(s, t) = [x(s, t), y(s, t), z(s, t)]. The Jacobian matrix corresponding to the mapping p is given by J = [∂p/∂s, ∂p/∂t, ]. The Jacobian J determines all the first-order geometric properties of the parameterization p(s, t), including the area, angle, and length distortions caused by the mapping p.
Denote by Γ(s, t) and γ(s, t) the maximal and minimal singular values of J. Consider the first fundamental form of S: are the eigenvalues of the metric tensor
It is convenient to use Γ and γ for measuring various properties of p. For example, if Γ(s, t) = γ(s, t), the parameterization is conformal and mapping p = p(s, t) preserves angles.
Since the conformal mappings are well understood mathematically, discrete approximations of conformal mappings are widely used for mesh parameterization purposes [12, 13, 6, 11] . However conformal mappings often produce high stretch regions where texture mappings have severe undersampling artifacts.
It is natural to measure the local stretch of mapping p = p(s, t) by (Γ 2 + γ 2 ) /2 = (E + G) /2 [19] . Stretch minimizing mesh parameterizations were considered in [19, 18, 16] . See also [21] where a similar stretch measure is proposed and [15, 25] where the Green-Lagrange tensor is used to measure the stretch.
While the stretch minimization approach proposed in [19] and further developed in [18] and [25] leads to generating high-quality mesh parameterizations, the computational procedure used in [19, 18, 25] for stretch minimization is time consuming. Besides the mesh parameterization procedure of [19, 18] often generates regions of high anisotropic stretch, consisting of slim triangles. Such the regions on a parameterized and textured mesh look like cracks and we call them parameter cracks. Fig. 2 demonstrates an appearance of such parameter cracks on the textured Mannequin Head model parametrized by the stretch minimization method from [19] .
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Figure 2: Parameter cracks on textured Mannequin Head model parametrized by the stretch minimization method of Sander et al. [19] .
In [16] the authors propose to add a regularization term to the stretch energy in order to avoid parameter cracks. The term depends on two parameters. Besides minimizing the resulting energy does not produce a minimal stretch parameterization.
In this paper, we develop a simple and fast method for generating low-stretch mesh parameterizations. Given a triangle mesh, we first construct an initial mesh parameterization and then improve the parameterization gradually: at each improvement step we optimize the parameterization generated at the previous step. The optimization is achieved by minimizing a weighted quadratic energy with positive weights chosen to minimize the parameterization stretch. Thus the single optimization step is fast since it is based on solving a sparse system of linear equations. Besides if the boundary of the parameterization domain forms a convex polygon, triangle flips never happen [8] .
Our method can be considered as an error redistribution (diffusion) procedure applied to local stretches. The error redistribution (also known as the moving mesh method or r-method) is a powerful mesh adaption technique in computational mechanics (see, for example, [14, 4] and references therein). It has become popular after seminal works of De Boor [5] and Babuuska and Rheiboldt [2] . The general idea behind the approach is extremely simple: let us move mesh verices to positions where they are mostly needed. Obviously this leads to error equalization w.r.t. a user-specifed error measure (energy) often called a monitor function in computational mechanics studies. Error equalization resembles a diffusion process and can be governed by a system of partial differential equations [4, 22] . In the geometric modeling field, it generalizes Laplacian smoothing and similar ideas were used for mesh parameterization purposes [20, 23, 24] and optimizing texture maps [3] .
We compare our low-stretch mesh parameterization procedure with several state-of-art mesh parameterization methods and demonstrate its speed and high efficiency in parameterizing large and geometrically complex models. Besides we show how our mesh parameterization approach can be combined with the interactive geometry remeshing scheme of Alliez et al. [1] in order to achieve fast and high quality remeshing. Fig. 1 shows the three stages of our mesh parameterization method: generating an initial parameterization, our single-pass low-stretch parameterization, and the optimal low-stretch parameterization.
The rest or the paper is organized as follows. In Section 2 we explain our low-stretch mesh parameterization procedure and give a motivation behind it. We evaluate our method and compare it with state-of-art mesh parameterization techniques in Section 3. In Section 4, we discuss how the procedure depends on the intial mesh parameterization and consider meshes with multiple boundaries. We conclude in Section 5.
Low stretch mesh parameterization
Given a parametrized triangle mesh M ∈ R
3
, consider a mesh triangle T = p 1 , p 2 , p 3 ∈ M and its corresponding triangle U = u 1 , u 2 , u 3 in the parametric plane R 2 s,t . Triangles {U } define a planar mesh U ∈ R 2 s,t and the parameterization of M is given by one-to-one mapping between meshes U and M. The correspondence between the vertices of T and U uniquely defines an affine mapping P : U → T . Let us denote by Γ(T ) and γ(T ) the maximal and minimal eigenvalues of the metric tensor induced by the mapping [19, 25] . As we mentioned above, quantity
characterizes the stretch of mapping P .
For each vertex u i in the parameter domain let us define its stretch σ i = σ(u i ) by
where A(T ) denotes the area of triangle T and the sums are taken over all triangles T j surrounding mesh vertex p i corresponding to u i . Our method to build a low stretch mesh parameterization consists of several steps. First we construct an initial mesh parameterization using the Floater approach [8] : the boundary vertices of mesh M are mapped into the boundary vertices of U which form a polygon in the parameter plane R 2 s,t and for each inner vertex p i of M its corresponding vertex u i inside the polygon is selected such that the following local quadratic energy
achieves its minimal value. Here {u j } are vertices corresponding to the mesh one-link neighbors of p i ∈ M and {w ij } are positive weights. Now the optimal positions for u i are found by solving a sparse system of linear equations
This computationally simple procedure produces a valid parameterization of mesh M and avoids triangle flips if the boundary of U is a convex polygon [8] .
Notice that modifying weights {w ij } in quadratic energy (2) and, consequently, in (3) modifies the mesh parameterization. Thus one can improve the mesh parameterization initially determined by (3) with weights w old ij via selecting better weights w new ij . In our mesh optimization procedure, we exploit this simple observation and choose weights w new ij such that vertices {u j } are moved toward locations where they are mostly needed.
Let us estimate local stretch σ i = σ(u i ) for each inner vertex u i in the parametric plane. We redistribute the local stretches by assigning
in (2) . The new positions of {u i } are now found by solving (3).
We can think about vertices {u i } and corresponding energies (2) in terms of a mass-spring system. For an area preserving parameterization, if a high (low) stretch is observed at u i , that is σ i > 1 (σ i < 1), we relax (strengthen) the springs connected with u i by solving (3) with new weights (4). It works similarly for a general parameterization.
Our idea to diffuse the local stretches iteratively by (1), (3), (4) resembles mesh moving techniques discussed in the previous section.
We start from an initial parameterization U 0 = u 0 i
and then improve it gradually: 
where the sums are taken over all the triangles T of mesh M, to define a stopping criterion. Namely, if
as an optimal low stretch mesh parameterization.
Besides U opt we also consider U 1 = u 1 i , the mesh parameterization obtained after one step of our optimization procedure since, according to our experiments, already the first step dramatically improves the parameterization quality.
We also can vary the strength of stretch redistribution (diffusion) step (4) by using the weights {σ
Using (6) with η < 1 slows down the stretch minimization process but, on the other hand, often improves the mesh parameterization quality. The influence of exponent η in (6) is demonstrated in Fig. 5 for our single-step parameterization U
1
.
Choosing smaller values for η leads to a less aggressive stretch minimization.
In the next section, we compare U 1 and U opt with results produced by conventional mesh parameterization schemes.
Results and comparisons
Computing. All the examples presented in this section are computed using gcc 2.95 C++ compiler on a 1.7GHz Pentium 4 computer with 512MB RAM. To solve a system of linear equation Ax = b we use PCBCG [17] with the maximum number of iterations equal to 10 4 and the approximation error |Ax − b| /|b| set to 10
Error metrics. To evaluate the visual quality of a parameterization we use the checkerboard texture shown in the bottom-left image of Fig. 2 . For a quantitative evaluation of various mesh parameterization methods we employ L 2 stretch metric (5) and consider edge, angle, and area distortion error functions defined below. To measure the edge distortion error we use
where the sums are taken over all the edges of meshes M and U. The angle distortion error is defined by
where the sums are taken over all the angles θ j,i and φ j,i of the triangles of meshes M and U, respectively, and F is the total number of triangles (faces) of M. The area distortion is measured by
where the sums are taken over all the triangles of meshes M and U.
Comparison and evaluation.
We have implemented a number of conventional mesh parameterization methods and compared them with our low stretch technique: For the intrinsic parameterization method [6] , we use the equal blending of the Dirichlet and Authalic energies for all the models, except for the Fish model (Table 11) where we use only the Dirichlet energy in order to avoid triangle flips.
Our single-step mesh parameterization procedure (generating U 1 ) is only slightly slower than the fast Floater and Eck et al. parameterization methods and faster than the intrinsic parameterization of Desbrun et al. [6] . Besides U 1 demonstrates competitive results in minimizing the stretch, edge, area, and angle distortions.
Our optimal mesh parameterization procedure is also fast enough and sometimes achieves better results in stretch minimizing than the probabilistic minimization of Sander et al. [19] which is very slow. Moreover, by contrast with [19] , U opt does not generate parameter cracks (see Fig. 7 ) because (3) acts like a diffusion process. Besides, if a very low stretch parameterization is needed, U opt can be used as an initial parameterization for [19] . Fig. 8 shows U opt parameterization of the Mannequin Head model when the parameter domain has boundaries of various shapes. The left images show the parameterization and corresponding texture mapping results when the boundary is the unit circle. The right images demonstrate similar results when the boundary of the parameter domain was obtained as the so-called natural boundary for the conformal parameterization of [6] . Notice that the stretch distortions near the boundary are substantially reduced in the latter case.
In parameterizations. The images demonstrate how well our stretch minimization procedures minimize and equalize the stretch. It is interesting to notice that near the mesh boundary the optimized meshes have large area and angle distortions (the same effect is observed in all the other tested models) but relatively low stretch distortions. One can hope that an appropriate relaxation of boundary conditions will reduce those area and angle distortions while maintaining low stretch.
Application to remeshing. In the right column of Fig. 4 and in Fig. 6 we demonstrate how our mesh parameterization technique can be used for fast and high quality remeshing of complex surfaces. We have chosen the interactive geometry remeshing scheme of Alliez et al. [1] and imple-mented its main steps:
1. Create a mesh parameterization. 2. Compute area, curvature, and control maps using hardware accelerated OpenGL commands. 3. Sample points by applying an error diffusion to the control map. 4. Connect the points using the Delaunay triangulation. 5. Use the parameterization to map the points into 3D.
A conformal mesh parameterization is the best choice for the described remeshing scheme.
It is clear that the remeshing quality depends on the size of an image used for the hardware assisted acceleration: the bigger size, the better result. On the other side, the image size is restricted by the graphics card memory. It turns out that a high quality remeshing can be obtained even for a relatively small image size. Let us assume that we have two parameterizations of a 3D mesh: a conformal parameterization and an area-preserving one. Then let us the areapreserving parameterization for computing the control map and resampling the points via an error diffusion process. Finally, the points are mapped from the area-preserving parameterization to the conformal one and are connected using the Delaunay triangulation.
The above remeshing modification has one drawback: it requires two parameterizations, conformal and areapreserving. However since our low-stretch parameterization U , and U 0 , U opt parameterizations. Here using {U , U } parameterizations means that we use U as a substitute of a conformal parameterization and U as a substitute of an area preserving one. Notice that the double-parameterization remeshing scheme with U 0 , U opt yields the best results.
Discussion
The final result of our mesh optimization method depends on the choice of initial weights u 0 i . In particular we found out that selecting Floater's shape preserving weights [8, § 6] leads to a very effective stretch minimization procedure. Even better results are often obtained if the so-called cotangent weights [6] are used for generating the initial parameterization U 0 . However since cotangent weights are not necessary positive, using them may generate triangle flips.
One interesting situation when the choice of shape preserving weights is not very appropriate consists of parameterizing meshes with multiple boundaries, see the left image of Fig.3 for such a mesh topologically equivalent to a sphere with holes. One solution to create a good initial parameterization of such a mesh consists of the following. Let us choose one hole (the biggest one) as the outer hole and the remaining holes as inner holes. Let us triangulate the inner holes all the holes and then use the shape preserving weights. Alternatively, for each edge [x i , x j ] of an inner hole, according to the right image of Fig.3 , we can compute angles needed to generate either the mean value weights [9] tan(θ ij /2) + tan(φ ij /2)
and use either of these sets of weights for generating the initial parameterization U 
Conclusion
We have presented a fast and powerful method for generating low-stretch mesh parameterizations and demonstrate its applicability to high quality texture mapping and remeshing. Our method is much faster than the stochastic stretch minimization procedure of Sander et al. [19] (note that their more recent coarse-to-fine stretch optimization procedure [18] is significantly faster than that of [19] but still slower than ours) and often produces better quality results. In particular, it does not generate parameter cracks.
Our approach is heuristic. Although it has much in common with mesh moving techniques widely used in computational mechanics and often justified mathematically, at present we are not able to support our approach by rigorous mathematical results. In future we would be glad to justify the effectiveness of our approach rigorously.
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