Abstract
Introduction
Investigating the past to comprehend the present and plan the future is a concept well known by historicists. Software Process Trails are sources of information left behind by developers, implicitly or explicitly, during the development process of the product. These are stored within within Software Repositories, each storage container in which configuration management and software development tools keep track about software process trails. Examples are: source control systems, such as CVS 1 , archived communications between project personnel, such as Mailing Lists, and defect tracking systems, such as Bugzilla 2 . Software process trails are the tangible evidence of software evolution. A software product can be viewed from three orthogonal perspectives. The first, is related to software artifacts such as source code, the most representative, project documentations, software models, test cases, and whatever is able to describe the current (running) release of a software system. We call this perspective, descriptive perspective, because it is related to the description of the software system in a language, formal such as source code or semi/in formal such as project documentations. The second, is related to the instance of execution within an operative environment. We call this perspective, executive perspective, because it is related to the execution trace of the software when it runs on an execution environment composed, for example, by a computer and an operating system. The third, is related to software evolution. Software systems undergo frequent changes during their life-cycle for fixing errors or adapting the system to new requirements. We call this perspective, evolutive perspective, because it is related to the modification, by means of developers, of the software product with the possibility to create new descriptions and, consequently, new contexts of execution. To reason about the software product we may observe it from all three perspectives. Software analysis can be classified according to the perspectives of software described above. This is useful to introduce a new type of analysis, that is historic analysis, in addition to the most traditional static and dynamic analysis.
Static analysis happens when software is analyzed from the descriptive perspective. Source code analysis, slicing, traceability analysis and so on are related to the analysis of software artifacts of the actual system and performed on entities belonging to the descriptive dimension, such as source code.
Dynamic analysis happens when software is analyzed from the executive perspective. Execution trace analysis is a recent area of investigation performed when software runs in an execution context.
Historic analysis happens when software is analyzed from the evolutive perspective. Mining of software repositories is a recent area of research that takes advantage of software process trails left by developers during the software development process.
Background
Software repositories provide useful information on the evolution of a software project in terms of who have changed what and when. New opportunities for data analysis have been proposed in recent years not only in the field of software evolution, but also for change propagation [7] , fault analysis [2] , software complexity [1] , and software reuse [6] . Research is now proceeding to uncover the ways in which mining these repositories can help to understand software development, to support predictions about software development, and to plan various aspects of software projects [5, 3, 4] . We introduce three cases in the areas of impact analysis, change request assignment, and crosscutting concern mining, that takes benefit from historical information. Moreover, we show that a software engineering model improves in performance if complementary analyses are exploited (static and dynamic; static and historic; dynamic and historic; static, dynamic and historic). That is the performance is at least given by the sum of single component performances.
Research Hypothesis

Historic analysis is complementary to static and dynamic analyses. It can reveal information about software evolution, otherwise not obtainable by means of static and dynamic analyses.
For several open-source projects we have demonstrated empirically that: 
Main thesis Contributions
• Impact analysis model based on historic analysis of software systems.
• Automatic change request assignment approach based on historic analysis of software systems.
• Empirically demonstration that static and historic analysis are additive contributes of an impact analysis model. We show that the performance obtained with the joined contribution of source code (static analysis) and bug resolution tracks (historic analysis) is higher than that achieved by using separate contributions.
• Metrics of Concern Coverage and Modification Transaction Specificity to show the evolution of crosscutting concerns in JHotDraw.
• Measurement to what extend modification transactions at lines of code level can reveal about crosscutting concerns.
• Empirically demonstration that static and historic analysis contributes additively in the performance of detecting crosscutting concerns. We show that clone detection (static analysis) and modification transactions (historic analysis) are partially additive in covering a crosscutting concern.
• Jimpa, an Eclipse pug-in that implements the impact analysis model, the automatic change request assignment approach, and a line co-change map explorer.
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