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Current systems engineering languages, standards,1 and tools are restricted
in certain aspects of their expressiveness and do not provide formal semantics.
While there is a long history of attempts to use formal methods for engineering,
up to now the relevant formalisms have generally proved too hard to use, and
the tools do not scale for large and complex system development. A semantic
integration framework that can integrate representations from multiple system
engineering languages and tools could, however, have a signiﬁcant impact on cost,
schedule, and product integrity. We are exploring the potential for OWL 1.12 to
provide such a semantic integration for the air system engineering domain. The
idea is that a product development ontology can capture the meaning of concepts
in a form independent of interpretation by subject matter experts, something
that is not possible with current engineering languages and tools. Automated
reasoning could then be used to check design properties such as consistency and
conformance with speciﬁcation, and the ontology could also be used to integrate
information from the large number of systems used in the design of an air vehicle.
To determine the potential to use OWL 1.1 in this setting we are developing
a prototypical air system ontology in OWL 1.1 and evaluating the use of the
language for developing and reasoning about systems engineering concepts such
as requirements and product structure. The ontology has been developed within
Prot´ eg´ e 4.03 using the FaCT++ reasoner [1]. We have veriﬁed that a simpliﬁed
air vehicle design speciﬁcation satisﬁes requirements veriﬁcation criteria under
speciﬁc assumptions. Preliminary analysis indicates that OWL 1.1 has the po-
tential to have a signiﬁcant impact on systems engineering tools and processes.
Our work to date has, however, yielded a number of interesting observations.
Our ﬁrst observation is that use of foundation ontology can save a lot of
eﬀort and may even be essential to our success. In our case we are making
extensive use of the DOLCE Ultra Lite (DUL) foundational ontology [2]. Using
DUL has saved us a lot of time with ontology development. For example, we
use and build on DUL’s partonomic properties for specifying diﬀerent kinds of
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containment in the product structure; as we are not experts in mereology it is
extremely useful to be able to rely on DUL’s designers to have made clear and
well organised distinctions in this area. We also use DUL Qualities to represent
attributes and characteristics of product components, making for cleaner and
more precise modelling of values such as weights, dimensions etc.
Our second observation is that OWL 1.1 works well for the representation of
product structure and (static) properties. The highly expressive OWL class con-
structions are essential to state requirements and assertions concerning instances
of a product class. However, some important features of product speciﬁcations
still cannot be expressed—in particular, aggregation rules such as “the weight
of a product is sum of weights of its components” cannot be expressed in OWL
1.1. Further, determining the actual values of product attributes (including sim-
ple attributes such as weight and more complex ones describing performance)
is often carried out using external systems ranging from simulations to physi-
cal measurement of prototypes; in practice it would be important to integrate
an OWL 1.1 ontology reasoner with such systems and to allow for information
ﬂow in both directions. Another case where integration with external systems
is needed is when the parts list corresponding to an air vehicle conﬁguration is
stored in a database (as will typically be the case). It would be extremely useful
to integrate the ontology and database do as to automatically create a product
instance that corresponds to the conceptual model.
Our third observation is that representing dynamic properties of products,
such as the change in fuel level during ﬂight operation, presents problems for
OWL 1.1. Dynamic properties are properties that change with respect to time or
some operational context. DUL provides concepts needed to represent behavior,
but a more expressive language (such as FOL) seems to be required in order to
fully model behavioural requirements and test results relating to behaviours. We
are currently exploring if/how this can be handled in OWL 1.1 as it would be
very useful to have such results available in the ontology.
In spite of the above diﬃculties we have been successful in using FaCT++ for
simple reasoning experiments to show consistency or inconsistency of product
descriptions. This is very promising as existing systems engineering tools are
not able to perform this kind of check. We are still experimenting with how best
to divide the modelling and reasoning tasks between the TBox and the ABox:
the former allows for gradual reﬁnement and varying granularity but the latter
allows for the more precise description of complex relational structures.
In summary while not a complete replacement for Systems Engineering lan-
guages and tools, OWL 1.1 could be an extremely useful component in an inte-
grated air systems engineering environment: it is expressive enough to describe
most (static) aspects of air vehicles, its formal semantics provides a precise no-
tion of meaning, and its reasoning services can usefully augment external testing
and veriﬁcation. The XML syntax of OWL 1.1 may facilitate the exchange of
data with database systems, but a more complete integration with other systems
is still the subject of ongoing research.OWL 1.1 in Systems Engineering 3
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