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Le domaine des systemes controle-coraraande en temps reel requiert beaucoup de
travail au niveau de la specification du comportement. La demande croissante de ce type
de logiciel et les delais de production de plus en plus courts forcent Putilisation d'outils de
developpement. Ces derniers doivent perraettre d'accelerer Ie processus de developpement
et d en ameliorer la qualite. Le modele ROOM ofFre un cadre de travail pour la conception
et la verification de systemes temps-reel.
L'outil ObjecTime implante cette technique de modelisation. II permet de specifier
graphiquement un systeme, de Ie sirnuler et d'en generer Ie code pour une plate-forrae
cible. Ce formalisme graphique est accompagne d'un langage textuel (ROOM). Cepen-
dant, a cause de la nature du domaine des systemes controle-commande en temps reel,
une verification formelle de la seraantique statique est necessaire. Elle permet d'accroitre
la fiabilite de Poutil en eliminant les erreurs dues au langage dans les modeles generes.
Sous un autre aspect, 1 arrivee recente de cette methodologie sur Ie marche implique un
manque de maturite. II lui est done important d'acquerir de 1'experience sur des problemes
reels.
Les resultats de ce memoire sont un logiciel de poursuite de satellites developpe selon
ROOM et une specification formelle de la semantique statique du langage ROOM. Une
etude de cas a ete faite pour verifier 1 application du modele ROOM a un exemple concret.
Le probleme choisi n'est pas qu'un simple exemple academique, car Ie logiciel resultant
a ete installe dans une station de poursuite de satellites pour verifier sa qualite. La
11
formalisation du langage est faite a 1'aide des grammaires attribuees. Les grammaires
attribuees permettent de definir formellement les proprietes des langages contextuels ou
non contextuels. Le memoire presente egalement une etude preliminaire des outils d'aide
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Introduction
Le developpement de systemes temps-reels connait actuellement une croissance im-
portante. La miniaturisation du materiel, ainsi que la reduction de son cout coraptent
parmies les principales causes. L accroissement de la production de logiciels dedies a cette
fin n'implique toutefois pas une hausse de leur fiabilite. L'utilisation de methodologies et
d'outils de developpement sont des bons moyens d'augmenter la qualite des systemes pro-
duits. Cependant, Ie domaine des applications temps-reel comporte des particularites qui
necessitent des methodologies et des outils speciaux. C'est pourquoi des gens se penchent
sur des methodes pour ameliorer les moyens de production de telles applications.
La methodologie Real-Time Object-Oriented Modeling (ROOM) [26] a ete creee dans
Ie but precis d'ameliorer et d'accelerer la production de logiciels dedies au domalne des
systemes temps-reel. Par centre, corarae cette methodologie est relativement recente et
qu elle s attaque a des problemes souvent qualifies de critiques, 11 est primordial d'assurer
son efficacite. Pour ce faire, il est possible de proceder de deux fa9ons, soit par une
verification theorique, soit par une verification pratique.
Le present memoire aborde Ie probleme de verification de la methodologie ROOM se-
Ion les deux approches susmentionnees. Dans un premier temps, un logiciel de poursuite
de satellites en temps reel, appele SatSy, a ete con^u selon la methodologie ROOM. Pour
resoudre Ie probleme de la localisation des satellites dans 1'espace, Ie modele mathema-
tique a deux corps est utilise [5]. L'analyse et la conception du logiciel sont faites selon
la methodologie ROOM et a Paide de Poutil ObjecTime 18 . L'implant ation est faite en
1
C++ sur la plate-forme QNX [21]. Dans un deuxieme temps, la verification formelle du
langage ROOM est faite a 1'aide des grammaires attribuees selon la reference [31].
Les resultats de ce memoire se traduisent par un logiciel oriente objet de poursuite
de satellites en temps reel, une grammaire attribuee du langage ROOM ainsi qu'une
etude preliminaire a 1'iraplantation de cette derniere. La premiere realisation est d'autant
plus interessante qu'elle est efFectivement utilisee dans une station de communications
par satellites. La formalisation de la semantique statique par la grammaire a permis de
relever des omissions et des incoherences dans Ie langage. L'etude preliminaire a permis
de recommander des outils propres a 1'implantation de la grammaire atttribuee.
La suite de ce memoire comporte quatre chapitres et une conclusion. Le chapitre
1 ofFre une introduction au modele ROOM ainsi qu'un aper^u d'autres methodologies
dediees au domaine des systemes temps-reel. Le chapitre 2 detaille tout ce qui entoure la
realisation de SatSy soit la problematique, Panalyse, la conception et Fimplantation. Pour
Ie chapitre 3, Ie resultat de la formalisation de la semantique statique est presente sous
forme d une grammaire attribuee. Le quatrieme chapitre fait etat d'une etude preliminaire
a 1 implantation de la grammaire attribuee obtenue.
Chapitre 1
Le modele ROOM
Ce chapitre introduit Ie modele ROOM. La premiere section aborde ses principales ca-
racteristiques. Elles sont presentees sous trois angles: la structure, les communications et
Ie comportement. La deuxieme section compare Ie modele ROOM a d'autres rnethodolo-
gies et langages dedies aux applications temps-reel dont OORT [20] et UMLRT [28], [29].
1.1 Les particularites du modele ROOM
Le modele ROOM est une technique de modelisation. Un systeme est specifie a 1'aide
d'une representation graphique simple. La notation est minimale et bien adaptee aux
systemes temps-reel. L'outil ObjecTime [18] est Ie logiciel qui permet la creation, la. mo-
dification, la simulation et Pimplantation d'un modele. Une conception peut etre observee
selon deux points de vue difFerents: la structure et Ie comportement. La structure pre-
sente Parchitecture du modele en definissant les elements qui Ie composent et les liens qui
les unissent. Le comportement montre comment Ie systeme peut evoluer dans Ie temps.
II est afFecte par Ie temps et par certains evenements. Les evenernents sont provoques
par Ie systeme ou par son environnement. Toutes les communications se font a Paide de
messages qui sont echanges de fagon synchrone ou asynchrone.
Des qu'un raodele coherent est specifie, 11 peut etre execute dans un environnement
de simulation. Une des particularites interessantes de Poutil de simulation est Ie fait
qu'un modele incoraplet est executable. Ainsi, des parties du modele peuvent etre testees
alors qu'elles ne sont pas encore completement specifiees. L out 11 permet egalement la
creation automatique du code d'implantation pour une plate-forme cible. La prochaine
sous-section presente Ie modele plus en detail en terme de structure, de communications
et de comportement.
1.1.1 La modelisation structurelle
Le modele ROOM est base sur trois categories d'entites structurelles: les acteurs, les
protocoles et les ob jets de donnees. Un modele complet est constitue d un ensemble de
telles entites bien que, sous sa forme la plus simple, il puisse contenir qu un seul acteur. Un
acteur est un ob jet actifdont Ie comportement est significatif. Un protocole represente un
ensemble de messages qui sont transmis d'un acteur a Pautre. Enfin, un ob jet de donnees
est la representation de base de 1 information. Chacune de ces entites est assujettie au
paradigme oriente ob jet. Les definitions de types sont des classes et les incarnations de
ces classes sont des acteurs, des ports ou des objets de donnees. L'acces a ces objets n'est
possible que par reference. L heritage, qui est un concept de du paradigme oriente objet,
est applicable aux trois categories d entites. ROOM adopte un systeme d'heritage non-
strict qui permet la creation, la modification et la destruction des proprietes d'une classe.
L'heritage multiple n5est cependant pas permis. La structure du modele sera maintenant
presentee plus en detail en abordant les classes d'acteurs, les references d'acteurs et les










FIG. 1 - Un diagramme de structure ROOM
Les classes cTacteurs
Le concept d'acteur est au coeur du modele ROOM. Les acteurs constituent les ob-
jets actifs d'une application. Les capteurs, les actionneurs et les controleurs d'un systeme
temps-reel sont raodelises par des acteurs. Ge sont des elements independants d'un pro-
cessus qui peu vent tous etre reutilises dans plusieurs contextes. C'est pourquoi les acteurs
sont encapsules et les services qu'ils offrent sont disponibles uniquement par leur interface.
De cette fagon, ils ignorent la presence des acteurs qui les entourent ce qui entrame un
faible couplage. L'interface d'une classe d'acteurs est Pensemble des ports qui se situent
a sa limite exterieure. Elle permet la communication avec des acteurs externes. La struc-
ture d un acteur peut se composer de references d'acteurs, de ports finaux, de liaisons
et d'equivalences. Ces elements sont illustres a la figure 1. Les references d'acteurs sont
representees par les boites blanches (actor2Rl, actorSRl). Les ports sont representes par
les carres noirs situes sur les limites de 1'acteur (protocollRl, protocollRSei protocolSRl).
Les liaisons sont les lignes qui joignent les ports.
Les references d'acteurs sont les incarnations des classes d'acteurs. II ne peut y avoir
aucun partage de donnee entre un acteur et les acteurs qu'il contient. Us doivent com-
muniquer par 1'echange de messages par les ports. Ces derniers, qui sont des references a
des protocoles (dont il sera question plus loin), sont appeles ports finaux lorsque deilnis
a Pinterieur d'un acteur. Us sont utilises pour communiquer avec des acteurs contenus ou
avec les services du systeme tel 1'horloge ou Pintercepteur d'anomalies. Les ports doivent
etre relies pour pouvoir communiquer. Un lien explicite, appele liaison, doit etre defini
entre deux ports (ou entre un port et un point d'acces de service). Les conditions qui
regissent les liaisons seront presentees dans la section consacree aux conimunications.
Le modele ROOM permet Pappartenance multiple, c'est-a-dire qu'un meme acteur peut
appartenir a plusieurs acteurs en raeme temps. Cette situation est specifiee a 1'aide des
equivalences. Toutes les chaines d'acteurs menant a une meme reference sont enumerees.
Ceci permet a une classe d acteurs de considerer plusieurs references comme une seule
incarnation.
Une classe d'acteurs possede des proprietes de genericite qui sont specifiees lors de
sa definition: ses incarnations peuvent etre remplacees par celles d une autre classe, elles
peuvent se substituer a celles d'une autre classe, ou aucun de ces deux cas. Pour qu'une
substitution soit possible, les interfaces des deux classes impliquees doivent etre compa-
tibles. C'est-a-dire que la classe substituante doit avoir au moins les mernes ports que
la classe substituee. La substitution est possible lors de la creation dynamique d'acteurs
pendant Pexecution du modele et non lors de la creation statique initiale.
Les references d acteurs
Etant donne qu une classe d acteurs n'est qu'une definition de type, elle doit etre
incarnee. Dans Ie modele ROOM, ces incarnations sont accessibles par des references. Une
reference d'acteur fournit la majeure partie des informations concernant une incarnation
comme Ie nom de sa classe, Ie facteur de reproduction, la methode d'incarnation et si
la substitution par une autre classe est possible. Une reference peut pointer a une ou
plusieurs incarnations auquel cas un facteur de reproduction est utilise pour en indiquer
Ie nombre. Ces dernieres sont alors stockees dans un vecteur. Une seule reference peut
done permettre 1 acces a plusieurs incarnations d'une meme classe. Un acteur est incarne
lors de la creation statique du modele, ou dynamiquement lors de son execution. La
reference peut aussi etre declaree cornme un endroit reserve qui pourra etre incarne
dynamiquement par un acteur compatible. Une reference doit etre speciflee de fa^on
explicite comme etant rempla^able pour qu'elle soit generique.
Les objets de donnees
Dans ROOM, chaque parcelle d''information doit faire partie d'une classe. Cette exi-
gence amene les avantages du paradigme oriente objet [2] a la partie donnee du modele.
Un modele fait appel a une certaine quantite de classes de donnees predefinies. De nou-
velles classes peuvent egalement etre specifiees dans Ie langage detaille qui peut etre soit
Ie Real-Time Programming Language (RPL) ou C++. Une classe de donnees specifle Ie
type de 1'information et les methodes qui en permettent 1'acces et la manipulation.
1.1.2 Le modele de communication
Tel que mentionne, tous les acteurs dans ROOM sont encapsules et ne partagent
rien entre eux. Us ofFrent seulement des services qui peuvent etre requis par des canaux
de communication convenablement etablis. Chaque requete de service correspond a un
message specifique. Le modele de communication est maintenant presente en deux sous-
sections, les classes de protocoles et les ports.
Les classes de protocoles
L 'ensemble des messages pouvant etre echanges entre deux acteurs est appele un
protocole. Son type est specifie par une definition de classe. L'heritage est disponible
dans les classes de protocoles. Le service de communication simulee peut etre utilise
afin d'introduire un delai artificiel dans la transmission de messages. Ce service permet
de retarder la reception des messages d un protocole. Chaque message est defini par une
direction, une identification et Ie type d information qu 11 transporte. La direction indique
si Ie message sera re^u (direction entrante) ou envoye (direction sortante). L'importance
de la direction sera expliquee plus en detail ulterieurement. L identification est egalement
appelee signal et est donnee sous forme d un nom. Lorsqu'un message est re^u, un acteur
peut, a partir du signal, determiner si des donnees sont incluses et, Ie cas echeant, de
quel type 11 s'agit. Un message transporte 1'information sous forme d'objets de donnees.
Lorsqu aucune information n est incluse, Ie message contient 1 ob jet nul.
Les ports
L'incarnation d'une classe de protocoles est un port. Dans un acteur, les ports servent
a envoyer et a recevoir des messages. Tel que mentionne precedemment, chaque message
circule dans une direction (entrante ou sortante). Afin de permettre la communication
entre deux ports, 1 un d eux doit etre conjugue. Par conjugaison, il est entendu que les
directions des messages du protocole sont inversees. Autrement dit, les messages sortants
deviennent entrants et inversement. Les ports de differents acteurs doivent etre lies pour
pouvoir communiquer. Lorsqu'un acteur doit se Her a un acteur reproduit, son port et la
liaison doivent egalement etre reproduits par Ie meme facteur. L'echange de messages ne
se limite pas a un acteur et aux acteurs qu'il contient. Une liaison peut traverser plusieurs
interfaces pour atteindre un acteur qui appartient a un autre proprietaire. Pour que ce
type de liaison soit conforme au modele, la traversee d'interfaces doit se faire par Ie biais
de ports de relais. Ces derniers ne peuvent envoyer ou recevoir des messages, ils servent
exclusivement au franchissement d une interface. Us ne modifient les messages d'aucune
fa^on.
1.1.3 La modelisation comportementale
La partie dynamique du modele est definie dans la specification du comportement. Le
comportement d un acteur est decrit de deux famous. La premiere est ie code d'implanta-










FIG. 2 - ROOMchart ou diagramme de comportement ROOM
a etats finie. Dans 1'environnement ROOM, les machines a etats sont appelees ROOM-
charts et sont basees sur Ie forrnalisme Statecharts de Harel [9], [10]. L'implantation et
Ie formalisme des ROOMcharts sont maintenant abordes plus en detail.
Le langage detaille
Tout Ie code lie au comportement d'un acteur doit etre exprirae dans Ie meme langage.
Jusqu'a maintenant, ROOM permet deux langages: Real-Time Programming Language
(RPL) et C++ [27]. RPL est un langage derive de Smalltalk-80 [7] adapte au modele
ROOM. II a ete con^u pour permettre un prototypage rapide mais est cependant liraite
a la simulation. Lorsqu'un modele executable est cree pour une plate-forme cible, Ie code
doit etre ecrit en C++. Les fonctions qui sont appelees a plusieurs endroits dans un
ROOMchart sont declarees explicitement une seule fois. Lorsque C++ est utilise, les
fichiers d inclusion necessaires doivent etre declares dans Ie comportement de 1'acteur.
Le code exprime en langage detaille peut se retrouver sous forme d'action lors d'une
transition, de condition de garde dans une specification de declenchement, d'action a
1 entree ou a la sortie d un etat, d une fonction interne ou d une condition sur une fourche
d alternatives.
Les ROOMcharts
Un ROOMchart est une machine a etats finie hierarchique. Les etats peuvent se de-
composer en sous-etats pour permettre 1'abstraction. II en resulte une conception compor-
tementale plus compa.cte et plus lisible. Un ROOMchart est defini par un etat racine qui
peut contenir des variables, du code d'entree ou de sortie, un ensemble de sous-etats,
un ensemble de transitions et un ensemble de fourches d alternatives. La representation
graphique d'un ROOMchart est illustree a la figure 2. Les etats sont representes par des
rectangles aux coins arrondis et les transitions par les fleches qui les relient. Le cercle
noir dans Ie coin superieur gauche du diagramme symbolise 1'etat initial dans lequel se
trouve Pacteur inirnediatement apres sa creation. La transition qui quitte 1'etat initial
est franchie automatiquement sans attendre un declencheur (reception d'un message).
Une declaration de variable varie selon Ie langage detaille utilise mais demeure dans tous
les cas une reference a une classe de donnees. Les definitions de code d entree ou de
sortie sont des sequences d enonces qui seront executes lorsque Ie controle entre ou sort
d'un etat. L ensemble des sous-etats contient les specifications d etats ainsi que les noms
respectifs qui les identifient.
Les specifications de transitions donnent la liste des transitions d'un ROOMchart. Ces
dernieres permettent au controle de passer d'un etat a un autre. Une transition peut etre
franchie lors de la reception de messages specifiques. Chaque transition est declenchee par
un signal. L'echange de messages est done Ie principal catalyseur de Pexecution du modele.
Lorsque 1'acteur est dans un etat et qu'il revolt un message, 11 verifie si une transition
peut etre declenchee par Ie signal re^u. Si oui, Ie processus de transition demarre, sinon Ie
message est abandonne. Des conditions de garde peuvent etre deflnies afin de restreindre
Ie franchissement de transitions. Ces conditions sont en fait des fonctions qui retournent
des valeurs booleennes. Pour que la transition soit franchie, la fonction doit retourner la
valeur vrai. Des actions peuvent etre attachees a une transition. Elles sont executees au
moment ou la transition est declenchee. Le code du langage detaille mentionne plus haut
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est execute seulement lors d'une transition. L'ordre dans lequel ce code est evalue est Ie
suivant: la condition de garde, Ie code de sortie de 1'etat quitte, Ie code de transition et
Ie code d'entree de 1'etat atteint. Toutes les possibilites rnentionnees precedemment sont
facultatives.
Une fois qu'une transition est declenchee, elle ne peut etre redirigee vers un autre
etat. II est utile de pouvoir changer la destination d'une transition suite a un traitement
quelconque. Le concept des fourches d'alternatives a ete cree afin de permettre cette pos-
sibilite. Les fourches d'alternatives sont en quelque sorte des etats intermediaires ou une
fonction booleenne est evaluee. Seulement deux transitions peuvent quitter une fourche
d'alternatives : une branche pour Ie cas ou la fonction retourne vrai et une autre pour
Ie cas ou elle retourne faux. Les transitions peuvent mener a une fourche d alternatives
ou en quitter une. De cette fa^on, 11 est possible d executer du code avant et apres une
fourche.
1.2 ROOM et ses pairs
L'utilisation dans I'industrie de methodologies reconnues [2], [25], [3], [4], [II], [32], [6],
est maintenant chose commune. Cependant, ces dernieres ont, en general ete creees pour
Ie developpement de systemes d'information. Malheureusement, leur genericite les rend
souvent inappropriees lors du developpement d applications a caractere particulier tel
Ie domaine des systemes temps-reel. Particulierement dans ce domaine, la modelisation
ou prototypage est souvent preferee a 1'approche du developpement en cascade [24]. La
majorite des outils qui soutiennent les methodologies generiques n'ofFrent qu'une verifica-
tion de la semantique statique d'un modele et non celle de la semantique dyna.mique. Une
methodologie et un langage adaptes au developpement de systemes temps-reel, 1'Object-
Oriented Real-Time Techniques (OORT) [20] et la Unified Method Language for Real-
Time Systems Design (UMLRT) [28], [29], seront maintenant brievement presentes.
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1.2.1 OORT
OORT est une methodologie dediee aux systemes temps-reel qui comprend les activi-
tes suivantes: Panalyse des requis, la conception architecturale, la conception detaillee,
la conception des tests, Pimplantation et la phase de test. Cette methodologie suit un
processus iteratif ou toutes les activites sont faites en sequence sur chaque partie du
systeme. Pour illustrer les resultats des activites du processus, OORT utilise certaines
parties de la notation d'OMT [25], Ie Specification and Description Language (SDL) [30]
et les Message Sequence Charts (MSC) [16]. Comme des outils tres distincts sont utili-
ses pour decrire Ie developpement d'un systeme, des regles de coherence ont ete definies
afin d'eviter les erreurs entre les differentes representations. L?outil ObjectGEODE [19
de Verilog implante cette methodologie et ces notations. Les activites du processus de
developpement ainsi que les notations qui leur sont associees seront maintenant abordees
plus en detail.
OORT recommande Putilisation de la modelisation objet et les MSCs pour documen-
ter 1 analyse des requis. Les informations requises par Putilisateur sont illustrees par les
diagram.rn.es d'instances et de classes d'OMT. Tous les objets pertinents au domaine de
1 application devraient y etre representes. Ces derniers peuvent etre de nature logique ou
physique et peuvent provenir du systeme ou de son environnement. La notation MSC est
utilisee pour identifier et organiser les fonctions attendues du systeme et pour decrire les
scenarios finaux. Afin de s assurer de la coherence entre ces diagramraes, les objets des
MSCs devraient etre des instances des classes OIvTT. Les messages des MSCs doivent etre
des proprietes des classes et les transmissions de messages doivent etre rendues possibles
grace a des liens associatifs OM.T entre 1 emetteur et Ie recepteur.
Les resultats de la conception architecturale sont representes a 1 aide du langage SDL.
L1architecture du systeme est illustree par un diagramme hierarchique et un ensemble
correspondant de diagrammes d'interconnexions. La conception des tests, qui est faite
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parallelement a la conception architecturale en utilisant des ]V[SC, aide a raffiner 1 archi-
tecture.
La conception detaillee utilise les diagrammes de processus SDL pour decrire les objets
concurrents terminaux. De tels objets sont les feuilles du diagramme hierarchique SDL.
Les objets passifs sent representes a 1'aide des diagrammes de classe OMT. Ces objets
passifs proviennent de classes obtenues lors de Panalyse des requis et de types abstraits de
donnees obtenus de 1'architecture du systeme. Les MS C de la conception architecturale
sent raffines durant cette activite afin de completer les tests d integration et de produire
les tests unitaires.
La prochaine activite est 1'implantation. Elle consiste a. transformer les specifications
de la conception detaillee en code qui s executera sur Ie systeme d'exploitation choisi.
Cette tache consiste a, prendre les specifications SDL et les classes des diagrammes OMT,
et a les transposer dans Ie langage d implantation. Les objets passifs des classes des
diagrammes OMT sont sou vent des squelettes de code et elle doi vent etre completees
manuellement.
La phase de test prend les MS C qui proviennent de la conception detaillee et verifie
si 1'execution est correcte. Afin d'augmenter 1'efficacite de la phase de test, cette derniere
devrait etre faite dans 1 environnement cible.
1.2.2 UML pour la conception de systemes temps-reel
UMLRT [28], [29] est, actuellement, un langage de modelisation non accompagne
d'une methodologie. II est prevu que les auteurs Booch et Rumbaugh adaptent respec-
tivement leur methode a UMLRT. La notation de UMLRT se compose des types de
diagrammes suivants: de classes, d'utilisation (use-case)^ d'interactions, d'etats, de com-
posantes et de deploiement.
Les diagrammes de classes sont au coeur du modele UMLRT. Us illustrent les prin-
cipales abstractions du systeme et la maniere dont elles sont reliees. Us se composent
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de deux types d'elements graphiques soient les symboles de classes et les symboles de
relations. Les premiers representent les classes, leurs attributs et leurs operations. Les
seconds, illustrent les associations, les aggregations, Pheritage, les dependances et les
instanciations.
Les diagrammes d'utilisation donnent un aper^u general de la fa^on dont Ie systeme
sera utilise. Us offrent une vue statique de haut niveau des fonctions ofFertes. Us sont
utiles lors de la specification des requis.
Les diagrammes d'interactions modelisent 1'aspect dynamique des systemes. Us met-
tent en relief des notions de sequence et de temporisation. UMLRT propose deux manieres
de decrire les interactions: les diagrammes de sequence et les diagrammes de collabora-
tions. Les premiers illustrent les ob jets ainsi que les messages qu ils echangent entre eux
de fa^on sequentielle. Les diagrammes de collaborations montrent 1'echange des messages
et la disposition structurelle des composantes impliquees.
Le cote dynamique d un systeme est aussi illustre a 1 aide de diagrammes d'etats.
Ceux proposes dans UMLRT sont derives des statecharts de Harel. Us permettent de
specifier les reactions du systeme aux evenements qui surviennent.
Les diagrammes de composantes decrivent les elements de 1 implantation qui corres-
pondent aux entites logiques de la modelisation. En C++, pa-r exemple, une classe peut
s'implanter a Paide de deux fichiers, un de type ".h" pour la definition de la classe et un
de type ".cpp" pour la definition des methodes.
Les diagrammes de deploiement indiquent les associations entre les parties materielles
du systeme et les composantes logicielles auxquelles elles sont liees. II en resulte done une
vue globale du systeme implante avec tous les elements impliques.
14
Chapitre 2
La modelisation orientee objet d'un
logiciel de poursuite de satellites
Ce chapitre1 detallle la conception selon Ie modele ROOM et 1'implantation d'un logi-
del de poursuite en temps reel de satellites. L'application resultante n'est pas un simple
exemple academique et est presentement utilisee dans une station de communications
par satellites. La principale contribution de ce travail est 1'utilisation d'une technique de
modelisation de systemes temps-reel dans Ie developpement d'une application concrete.
L'implantation du modele mathematique de 1 orbite est Ie fruit de la contribution de M.
Barbeau.
2.1 Introduction au domaine du probleme
Plusieurs centaines de satellites tournent en orbite autour de la terre. Parmi ceux-ci,
certains sont utilises pour la meteorologie, pour la retransmission de signaux de television
1. Le contenu de ce chapitre est tire d'une publication intitulee " Object- Oriented M'odeling of a Satellite
Tracking Software^' [17]. Cette derniere a ete presentee a la 15th ARRL and TAPR Digital Communica-
tions Conference a Seattle en septembre 1996 ou elle a ete primee meilleur article a caractere technique
et theorique par un etudiant.
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ou de telephonie, pour 1'espionnage et pour la recherche scientifique. La station orbitale
russe Mir et les navettes spatiales americaines sont egalement considerees comme des
satellites. Tous les signaux qu ils emettent sont recevables mais pas necessairement de-
chiffrables. La majorite d entre eux ne permettent pas la reception de signaux emis par
Ie public. Atm de pallier a cette situation, la communaute radio amateur a construit et
mis en orbite ses propres satellites pour permettre la retransmission de signaux radios
qui lui sont reserves [5]. Presentement, une cinquantaine de satellites radio amateurs, la
station Mir et les navettes spatiales ont tous la capacite de recevoir et de transmettre
des signaux radio sur des frequences accessibles au public. Une des caracteristiques com-
munes des satellites est Ie fait que leur orbite n'est pas geostationnaire. Ceci imlique
1 utilisation d antennes directionnelles pointees vers Ie satellite lorsque celui-ci est visible
pour obtenir une bonne communication. Le satellite doit se trouver dans Ie champ visuel
de 1 observateur afin que la transmission et la reception de signaux soient possibles. La
direction des antennes doit constamment changer pour sulvre la. trajectoire du satellite
dans Ie del.
Les orbites sont circulaires ou elliptiques (voir figure 3). Comme un satellite doit etre
visible pour etre accessible, Ie temps qu'il prend a passer d'un point de 1'horizon a un
autre s appele une passe. La ligne, a la figure 3, qui traverse les deux orbites delimite
une passe pour la station terrestre (illustree par Ie triangle). Dans Ie cas de la station
orbitale Mir, qui decrit une orbite circulaire, la duree d'une passe est approximativement
12 minutes. Oscar 10, qui suit une trajectoire elliptique, peut prendre jusqu'a 8 heures
pour completer une passe.
Comme les orbites circulaires evoluent toujours a la meme altitude, 1'intensite du
signal emis est approximativement constante (si les distorsions sporadiques sont ignorees).
Dans Ie cas d une orbite elliptique, la force du signal s'attenue quand Ie satellite s'eloigne
de la terre et s'intensifie lorsqu'il revient. La faiblesse du signal alors que Ie satellite est
a son apogee accentue Ie role du caractere directionnel. Toutefois, certains satellites tels
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FIG. 3 - Modeles orbitaux
Mir diffusent un signal assez fort pour etre capte a 1'aide d'antennes omni direct ionnelles.
2.2 Analyse
Le probleme a resoudre est Ie developpement d'un logiciel de poursuite en temps reel
de satellites non geostationnaires (en orbite circulaire) [5]. L'applicatlon qui en resulte se
nomme SatSy. Poursuivre un satellite signifie determiner sa position dans 1 espace et vers
ou les antennes doivent etre pointees. En termes fonctionnels, 1'utilisateur de SatSy peut
faire les actions suivantes: selectionner un satellite, obtenir la direction des antennes,
demarrer ou arreter la poursuite. Ces operations sont rendues disponibles par Ie biais
d'une interface graphique. Le probleme de la poursuite est compose de deux parties, Ie
calcul de la position du satellite en coordonnees terrestres et Ie calcul de 1'azimut et de
1'elevation du satellite par rapport a un endroit au sol.
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2.2.1 Le suivi terrestre
La premiere partie de ce probleme se nomme Ie suivi terrestre. II faut calculer la
position dans 1'espace d'un satellite a un moment donne. Cette position est rapportee
en utilisant des coordonnees terrestres: la longitude, la latitude et Faltitude. Les deux
premieres forment Ie point sous-satellite (PSS). Le PSS represente Ie point a la surface
de la terre qui est directement sous Ie satellite. Pour simplifier Ie texte, Ie PS S refere a
la combinaison du point a, la surface et de 1'altitude.
Les parametres de ce probleme sont Ie temps sideral rnoyen de Greenwich (TSMG)
au OO.OOZ de chaque annee et 1'ensemble des elements orbitaux d un satellite. Le TSMG
est calcule a partir du temps fourni par Ie systeme d'exploitation. Les elements orbitaux
sont disponibles sous forme d un fichier textuel qui peut etre obtenu d'un serveur Internet
du United States Air Force Institute of Technology. Ce fichier fournit de 1'information
sur la position des satellites observes a, des moments precis. II est disponible sous deux
formats difFerents soient: NASA et AMSAT. Le format NASA est plus compact alors
que Ie format AMSAT est plus facile a lire. Le premier format a ete retenu pour cette
application a cause de sa taille reduite et du fait qu'il est syntaxiquement plus facile a
analyser. Chaque enregistrement du fichier qualifie la position d'un satellite. Comme ces
derniers sont sensibles aux perturbations telles 1'attraction terrestre, ces donnees sont
pertinentes pour une courte periode de temps (ex: une semaine pour les satellites a basse
altitude).
2.2.2 Calcul de la direction
La direction ou les antennes doi vent pointer se calcule a partir du PSS obtenu au
suivi terrestre. La direction est exprimee par deux termes: Pazimut et 1'elevation. Le
permier represente un angle horizontal compris entre 0 et 360 degre(s). A 0 (ou 360)
degre, 1 antenne pointe vers Ie nord, a 90 vers 1 est, a 180 vers Ie sud et a 270 vers
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1'ouest. L'elevation est 1'angle vertical par rapport au sol. II est compris entre 0 et 180
degres. A ces deux valeurs, il pointe vers Phorizon. Lors d'une passe de satellite, une
elevation haute (qui s'approche de 90 degres) donne une bonne qualite de signal et un
temps d'acces plus long. Les parametres requis sont Ie PSS, la longitude et la latitude
de la station terrestre. Les coordonnees terrestres de la station sont necessaires, car la
direction des antennes leur est relative. L'altitude de la station pourrait etre consideree,
mais, selon DavidoiF [5], son influence est negligeable. Le choix de la plate-forme sur
laquelle I'application est implantee sera malntenant justifie.
2.2.3 La plate-forme logicielle
La dimension temps-reel de cette application impose Ie choix d'un systeme d'exploita-
tion adapte a ce domaine. La plate-forme cible retenue est QNX. Les raisons quijustifient
ce choix sont: la taille de son micro-noyau (15 K octets) et sa compatibilite avec la famille
de processeurs Intel 80x86. La taille tres reduite de son micro-noyau permet a celui-ci
de rester dans Pantememoire du processeur, Ie rendant ainsi tres performant. Les in-
convenients de ce choix sont Ie fait que les threads et la communication interprocessus
asynchrone ne soient pas disponibles.
2.3 I/architecture et la conception
2.3.1 Version avec interface en mode texte
Un modele preliminaire [17] a raene a trois principaux acteurs : console, controller
et tracker. L acteur console joue un role d interface entre Putilisateur et Ie systeme. 11
est responsable d offrir les actions possibles a 1'utilisateur, d'obtenir ses entrees et de les
envoyer a controller. La structure de console ne contient que deux ports. Un pour commu-
niquer avec 1 utilisateur et un pour communiquer avec controller. Les actions disponibles
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a Putilisateur sont: initialiser une poursuite, demarrer une poursuite, arreter une pour-
suite et quitter. Lors de 1'initialisation d'une poursuite, 1'utilisateur doit selectionner un
satellite, [/ensemble des actions possibles depend de Petat de console. Par exemple, si
aucune poursuite n'est engagee, 11 est impossible d'en arreter une. Cette interface n'est
pas graphique et fournit un minimum d'information a 1 utilisateur.
Le deuxieme acteur, controller^ execute les actions demandees par 1 utilisateur au
travers de console. Une fois la poursuite engagee, 11 est responsable de fournir a tracker
la direction dans laquelle les antennes doivent etre pointees. L'acteur controller contient
deux autres acteurs soient: groundTracker et azElProvider. Ses fonctions principales sont
d'initialiser les parametres de la station, d'initialiser une poursuite et de calculer Pazimut
et Pelevation des antennes a un intervalle de temps specifique. L'acteur controller a un
port permettant la communication avec console et un autre port pour 1'envoi de messages
a tracker.
Le dernier acteur au niveau superieur est tracker. II joue Ie role de pilote de la carte
d'interface du rotor. II revolt 1'azimut et Pelevation de controller. II envoie alors ces coor-
donnees a 1 interface du rotor par des fonctions de bas niveau. Le flux des messages passe
de 1 utilisateur a console^ de console a, controller et flnalement, de controller a tracker.
Cette architecture mene a un couplage tres faible et une forte cohesion des acteurs. Par
contre, Ie manque d information fournie a 1'utilisateur a force quelques changements.
2.3.2 Version avec interface en mode graphique
Nous avons etendu notre logiciel avec une interface graphique. Celle-ci a conduit a un
accroissement substantiel du nombre de messages echanges parce qu'un modele graphique
de la course du satellite est presente a 1 ecran. L augment ation des flux de messages a
force certaines modifications au modele. Dans la version precedente, toute 1'information
passait par controller. Les donnees obtenues de groundTracker, azElProvider et tracker
















FIG. 4 - La structure de SatSy
messages se dirigeant vers console auraient passe par un acteur intermediaire (control-
ler) avant d'atteindre leur destination. La logique de controller a done ete incluse dans
console. Cette nouvelle architecture (voir figure 4) force maintenant groundTracker ei
azElProvider a fournir leurs services directement a console. L acteur tracker communique
egalement d'une fa^on directe avec console.
Le comportement de console est illustre a la figure 5. La transition (getOrbitalEle-
ments) entre Petat initial (Ie cercle noir) a 1'etat Idle effectue Ie travail de lecture de
la longitude et de la latitude de la station terrestre et transmet cette information a
azElProvider. La transition (soit de Idle ou Ready a Ready) etiquetee SatelliteChoice
est declenchee par Ie message SetElements qui provient de console et contient les ele-
ments orbitaux d'un satellite choisi. La transition etiquetee Tracking 'Switch^ de Ready a
Tracking^ est declenchee par Ie message StartTracking et elle demarre la poursuite. La
transition reflex! ve timeout est declenchee par une minuterie et est responsable de calcu-
ler la nouvelle direction des antennes. La transition Tracking Switch de Tracking a Ready
arrete la poursuite et survient lors de la reception du message Stop Tracking. Les deux
transitions OrbitalTrack sont declenchees par Ie message OrbitalTrack qui indique que Ie
trace orbital doit etre affiche ou efface. Ces dernieres menent a des fourches d alternatives
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FIG. 5 - Le comportement de console
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FIG. 8 - Les antennes et Ie rotor d'une station de communications par satellites
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franchie.
Le deroulement typique d une seance de poursuite est illustre a la figure 6. Lorsque
Ie systeme demarre, console envoie un message a tracker pour obtenir la direction dans
laquelle les antennes pointent. Une conversion est alors demarree par tracker pour rece-
voir la direction sous un format numerique. Cette derniere est retournee a console par
tracker. L'acteur console attend alors une selection de satellite de la part de Putilisateur.
Lorsque console la revolt, il envoie les elements orbitaux correspondants au choix fait a
groundTracker. SatSy est maintenant pret pour la poursuite et attend une cornmande de
Putilisateur. La commande Tracking re^ue par console demarre la boucle de poursuite.
Cette boucle s'executera a un intervalle de temps fixe jusqu'a ce que la poursuite soit in-
terrompue. Ce cycle commence par la requete GetSSP faite par console a groundTracker.
Lorsque console revolt Ie message NewSSP de groundTracker, il 1'inclut dans la requete
GetDirection faite a azElProvider. Le message NewDirection de azElProvider a console
contient la direction dans laquelle les antennes doivent pointer. L'acteur console envoie
alors Ie message SetDirection qui contient la nouvelle direction a tracker. Sur reception de
ce message, tracker repond a console avec la direction reelle des antennes. L'acteur tra-
cker se charge alors de positionner les antennes. La reception par console d'un deuxieme
message Tracking signifie que la poursuite doit etre interrompue. A ce point, l''utilisateur
peut choisir un autre satellite ou redemarrer la poursuite.
2.4 Implantation
Dans cette section, nous discuterons de 1 implant ation du logiciel. Les points impor-
tants sont Ie raateriel et Ie systeme d exploitation sur lequel 1'application s'executera,
Ie langage de programmation utilise et la correspondance etablie entre les concepts de
notre modele et les concepts du langage choisi. Considerons premierement Ie materiel.
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Nous avons choisi d'utiliser un micro ordinateur de type Pentium, un emetteur recep-
teur THF/UHF, un processeur a signaux numeriques (illustres a la figure 7), un rotor
d'azimut et d'elevation avec sa carte d'interface, une antenne THF et une antenne UHF
(illustres a la figure 8).
Nous avons choisi Ie systeme d'exploitation QNX qui est specialement adapte aux
applications temps-reel. II est multi-tache et implante Ie changement de contexte rapide.
QNX possede une architecture micro-noyau ce qui signifie que son noyau est minimal
et peut demeurer dans I'antememoire du processeur. II est done tres performant. Plu-
sieurs processus peuvent s'executer de fa^on concurrente et QNX fournit des primitives
de communication interprocessus par messages (send, receive, reply). Le langage de pro-
grammation retenu pour 1'implantation est C++ car, parmi ceux disponibles sur QNX,
11 est conceptuellement Ie plus pres du modele ROOM.
Les acteurs dans Ie modele ROOM correspondent soit a des processus QNX concur-
rents, soit a des objets C++. II est a noter que dans notre modele ROOM, certains
acteurs peuvent s'executer en parallele (tels que console^ controller et tracker) alors que
certains autres s'executent en sequence (comme controller^ groundTracker et azElPro-
vider). D'un cote, nous implantons les acteurs qui s'executent en parallele comme des
processus concurrents qui communiquent par echanges de messages. D un autre cote,les
groupes d'acteurs qui s executent en sequence sont implantes dans Ie meme processus.
Chaque acteur devient un ob jet et communique avec les autres ob jets par des appels
de fonctions C++. Ceci permet d'eviter Ie surplus de travail associe aux primitives de
communication interprocessus occasionnant un gain d'efficacite. L'ensemble des acteurs
regroupant controller, ground Tracker et azElProvider est done implante dans un seul pro-
cessus alors que les acteurs console et tracker seront les seuls objets de leur processus. II
resulte done trois processus de notre conception. Cette strategie d'implantation offre une
organisation de processus simple et efficace.
La communication interprocessus asynchrone a ete utilisee dans notre implantation
27
meme si QNX n'offre pas les primitives necessaires. Un tel mode de communication a
ete simule avec 1'aide des signaux. Lorsqu'un processus desire envoyer un message, il leve
un signal chez Ie processus cible. Le traitement de 1'interruption engendree met alors Ie
processus en mode reception synchrone. L'echange de messages peut maintenant avoir
lieu. Cette fa^on de proceder evite a un processus de bloquer sur 1 attente d'une reception
de message. Le traitement peut done se poursuivre entre chaque echange.
2.5 Discussions et perspectives
Le logiciel resultant de cette etude de cas differe des autres logiciels de poursuite
de satellites par sa conception. Certains logiciels oifrent plus de possibilites que SatSy.
Cependant, 1 architecture orientee objet de notre logiciel Ie rend facilement extensible.
En efFet, Pintroduction d'une interface graphique n'a affecte qu'un seul acteur (console)
et en a elimine un autre (controller). Cette conception a aussi mene a des acteurs qui
sont reutilisables. Un nouveau projet qui ofFrira des acces multiples a une station de
communications par satellites reutilise deja la majorite des acteurs de SatSy.
28
Chapitre 3
La semantique statique du langage
ROOM
La formalisation de la semantique statique du langage ROOM proposee dans ce cha-
pitre est faite a 1 aide des grammaires attribuees. ROOM utilise deux types de langages,
soit un langage de haut niveau et un autre de niveau detaille. Le langage de haut niveau
decrit Ie modele ROOM alors que Ie deuxieme porte sur Ie comportement de bas niveau.
Ce dernier peut etre C++ ou RPL. La formalisation presentee dans ce chapitre traite
uniquement Ie langage de haut niveau. Un bref apergu des grammaires attribuees est
presentee dans la suite de ce chapitre. La grammaire attribuee du langage ROOM que
nous avons developpee est detaillee a 1'annexe A.
La formalisation de la semantique statique du langage ROOM requiert une technique
simple et adaptee a notre besoin. Le resultat de 1 analyse d un raodele ROOM sous forme
lineaire est represente par des structures arborescentes correspondant aux regles syn-
taxiques du langage. Chaque noeud de 1'arbre est associe a une regle syntaxique et est
enrichi par des attributs qui decrivent ses proprietes. A 1'analyse, lorsqu'une regle est
applicable, un noeud est cree et les valeurs de ses attributs sont extraites de Penvironne-
ment du moment. Les regles d'attribution peuvent etre specifiees par Ie formalisme des
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grammaires attribuees. II couvre la definition formelle des proprietes contextuelles et non
contextuelles des langages.
Une grammaire attribuee est definie par Ie quadruplet AG = ((7, A, R, B) ou G est
une grammaire non contextuelle, A un ensemble fini d'attributs, R un ensemble fini de
regles d'attribution et B un ensemble fini de conditions. Les attributs sont soit synthetises
ou soit herites. Dans Ie premier cas, les valeurs sont determinees a partir des attributs
des noeuds qui sont hierarchiquement plus bas dans 1'arborescence. Dans 1'autre cas,
les valeurs sont determinees a partir des attributs des noeuds qui sont hierarchiquement
plus haut. La somme des attributs herites est appelee 1 environnement d'un noeud. Un
attribut est defini par des fonctions associees a chaque production de la grammaire.
Les grammaires attribuees sont utilisees pour definir la semantique statique en asso-
ciant des attributs synthetises a chaque symbole non terminal et des regles seraantiques a
chaque production. L attribution pourrait etre faite en utilisant uniquement des attributs
synthetises. Toutefois, les attributs herites fournissent des moyens de simplification. Us
permettent de determiner Ie sens d une construction en se basant sur Ie contexte dans
lequel elle apparait.
Les regles semantiques sont bien definies s'l leur formulation permet toujours a tous les
attributs d'etre definis a tous les noeuds dans Parborescence. II est crucial que chaque regle
d une grammaire soit bien definie, car la quantite d'arborescences possibles est infinie.
La notion de bien defini esi enoncee formellement dans la reference [31]. Un algorithrne
permettant la verification de ce critere est donnee dans la reference [12].
Pour la formalisation du langage ROOM, nous avons retenu Ie formalisme des gram-
maires attribuees. Toutefois, il en existe plusieurs autres. Les techniques telles 1'algo-
rithme markovien croissant de Bakker [1] et la semantique denotationnelle ecrite en A -
calcul [13] [14] en sont des exemples. Cependant, Ie fait qu'elles soient exprimees par
des processus definis sur des prograraraes exige la comprehension d'un compilateur du
langage avant celle de la definition de ce langage. Les grammaires attribuees permettent
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de definir les constructions d'un langage en faisant uniquement reference a leur contexte.
Une telle technique conduit a une definition simple, structuree et concise.
31
Chapitre 4
Etude preliminaire a Pimplantation
de la semantique statique
L'implantation de la grammaire developpee dans Ie chapitre precedent se fait a partir
d'analyseurs lexicaux et d'analyseurs syntaxiques. La combinaison de ces outils permet
de verifier si un texte fourni en entree est conforme aux regles de grarnmaires du modele
ROOM. Lorsque une regle est reconnue, 11 est alors possible d'y associer Ie code cor-
respondant a son implant ation. II existe plusieurs outils qui ont la capacite de produire
ces analyseurs qui permettent la realisation d un compilateur. Ce chapitre presente une
etude preliminaire de ces outils et les compare dans Ie but d'implanter notre grammaire
attribuee. La premiere partie porte sur les differentes versions de la combinaison lex &
yacc tandis que la deuxieme partie aborde la boite a outils Cocktail.
4.1 lex &: yacc
Lex est un outil qui permet la generation d analyseurs lexicaux. Ces derniers conside-
rent des donnees fournies en entree et les divisent enjetons lexicaux selon une specification
donnee. Ces specifications sont formees de regles qui se divisent en deux parties. La
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partie de gauche contient des expressions regulieres qui decrivent les jetons. La partie
de droite contient les actions a entreprendre lors de la detection du jeton. Lex genere
ses routines en C. Dans Ie programme principal, 1'appel de la fonction yylex() permet
d'obtenir Ie prochain jeton detecte. La fonction yyinput() permet d'obtenir les caracteres
qui suivent Ie dernier jeton obtenu. Lorsqu'on desire conserver des informations creees
lors du traitement (comme les expressions non definies), la fonction yyoutputQ permet
d'ecrire son argument dans un fichier de sortie. Et dans Ie cas ou 1'on desire retourner
quelques caracteres du jeton a la pile, la fonction yyunput() en rempile Ie nombre specifie.
Pour Panalyse syntaxique, yacc permet de generer des routines en C qui accomplissent
cette tache. Moyennant une specification grammaticale de type lalr(l) et des jetons four-
nis par un analyseur lexical, Panalyse syntaxique d'un extrait d'un langage peut etre
faite. Les symboles peuvent contenir des structures de donnees de tout type. Ces der-
nieres sont appelees les attributs du symbole. II est possible d'ailecter des valeurs a ces
attributs d'une maniere synthetisee ou heritee. Ceci permet 1'implantation d'une gram-
maire attribuee [31]. L'attribution synthetisee est realisee lorsque les valeurs du symbole
resultant (partie gauche de la regle) sont calculees a partir des valeurs des symboles de
la partie droite de la regle. L'attribution heritee se fait lorsque les valeurs des symboles
de la partie droite d une regle sont issues de regles prealablement utilisees sur la pile. Le
traitement automatique des erreurs syntax! ques dans y 'ace esi plutot limite. L'insertion
de jeton error dans la grammaire permet d etablir des points de synchronisation. Lors-
qu'une erreur survient, c'est a partir de ceux-ci que 1'analyse est susceptible de continuer.
Le succes de la reprise n'est pas assure, car il est possible que 1'etat errone ne soit pas com-
pletement elimine. Alors les erreurs continueront de s empilerjusqu a un etat recuperable
ou 1 analyse s arretera. La resynchronisation se fait comme suit:
1. L'erreur est signalee par la fonction yy error ().
2. La reprise se fait en ecartant toutes les regles partiellement traitees jusqu'a ce qu'il
retourne dans un etat ou Ie jeton error peut etre empile.
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3. L'analyse reprend en empilant Ie jeton error.
4. Les jetons suivants sont ignores jusqu au premier qui peut suivre Ie jeton error dans
la grammaire.
5. Aucune erreur syntaxique subsequente n est signalee jusqu a ce qu au moins trois
symboles aient ete erapiles avec succes. Dans Ie cas ou une erreur survient avant cette
condition, Pexecution reprend a 1'etape 2. Dans Ie cas contraire, 1'etat de 1'analyseur est
considere comme resynchronise et Ie traitement se poursuit normalement.
Toute fonctionnalite supplement aire doit etre programmee manuellement.
4.1.1 Les differentes formes de lex
Plusieurs versions de lex et de yacc sont disponibles sur Ie marche. Chacune coraporte
des particularites, avantages ou desavantages qui les differencient Les tableaux 1 et 2
dressent des comparaisons techniques entre ces difFerentes versions.
Pour lex, la premiere implant ation et la plus populaire est AT&T lex, ce qui par
consequent fait d'elle Ie standard de facto de 1 outil. En consequence, toute reference
a lex dans ce texte porte sur cette version. Le projet GNU distribue sa propre version
appelee flex. Naturellement, elle est disponible gratuiteraent. Contrairement a lex^ flex
utilise des tables internes dynamiques. Ceci evite d'avoir a augmenter manuellement la
grosseur de la table des symboles lorsqu'on traite une specification lexicale voluraineuse.
Selon [15] flex est beaucoup plus fiable que lex, qui contient plusieurs erreurs, et les
analyseurs qu'il genere sont plus rapides. Ces deux versions ne sont disponibles que sous
UNIX.
Pour les systemes d'exploitation OS/2 et MS-DOS, deux implant ations sont distri-
buees soient: lex de MKS et pclex de Abraxas. La premiere s'apparente a lex tandis que
la deuxieme s apparente a flex. Les principales differences proviennent des particularites
des systemes d'exploitation utilises.
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4.1.2 Les different es formes de y ace
Pour yacc, la premiere implantation et la plus populaire est egalement AT&T yacc.
C'est aussi Ie standard de facto de Poutil et les references a y 'ace dans ce texte portent
sur celle-ci. Similaire a y ace, Berkeley y ace esi une extension de y ace. La contrepartie de
yacc ofFerte par GNU s'appelle bison et est egalement disponible gratuiteraent. Bison est
derive d'une ancienne version de Berkeley yacc mais, depuis 1988, est developpe de fa^on
independante. II utilise de la memoire dynamique alors que yacc utilise de la memoire
statique. Ceci evite d'avoir a augraenter manuellement la grosseur de la table des actions
lorsqu'on traite une specification syntaxique volumineuse. Plusieurs autres differences
sont mentionnees dans la documentation de bison. Par exemple: la possibilite de creer un
analyseur recursif pouvant tirer part! d un environneraent permettant Ie multi-threading,
1'acces aux coordonnees de jetons (ligne et colonne) dans Ie fichier source, la possibilite
de changer Ie prefixe yy des fonctions generees pour permettre 1 utilisation de plus d'un
analyseur syntaxique dans Ie meme programme, etc. Les versions citees precedemment
ne sont disponibles que sous UNIX.
Pour les systemes d'exploitation OS/2 et MS-DOS, deux implantations sont dlstri-
buees soient: y ace de MKS et pcyacc de Abraxas. Les principales differences proviennent
des particularites des systemes d'exploitation utilises.
II existe meme une norme IEEE POSIX P1003.2 definissant lex et yacc. Dans Ie cas
de lex, elle ressemble beaucoup a flex avec quelques differences comme la possibilite de
trailer des expressions regulieres contenant des caracteres accentues ou graphiques. Pour
ce qui est de yacc, elle s apparente a Berkeley yacc sauf pour les noms de fichiers de sortie
qui sont ceux d'AT&T yacc.
4.2 Cocktail
Cocktail est un ensemble d'outils rassembles pour la construction de compilateurs.
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Les principaux elements qui Ie composent sont:
- Rex - un generateur d'analyseurs lexicaux.
- Lalr et Ell - des generateurs d analyseurs syntaxiques.
- Ast - un generateur d arbres syntaxiques abstraits.
- Ag - un generateur d'evaluateurs de grammaires attribuees ordonnees.
- Puma - un outil de transformations d'arbres attribues base sur la reconncLissance
de patron et 1 unification.
- BEG - un back-end generator
ainsi qu une collection de preprocesseurs qui permettent des traductions de specifica-
tions.
4.2.1 Rex
Rex est un generateur d analyseurs lexicaux. II utilise une specification qui lui indique
les jetons possibles ainsi que les actions a entreprendre lorsqu'ils sont detectes. La specifl-
cation detaille les composants lexicaux d un langage a 1 aide d'expressions regulieres. Rex
genere des routines (en C ou en Modula-2) qui permettent la segmentation lexicale de
code source en entree. La partie gauche des regles contient les etats de depart et la partie
droite les expressions regulieres. Si plusieurs expressions regulieres correspondent aux
caracteres en entree, la correspondance la plus longue sera retenue. Cependant, s'il y a
toujours plus qu une correspondance possible, la premiere sera retenue. Selon Grosch [8],
Paspect Ie plus interessant de Rex est sa capacite a generer des analyseurs rapides et
petits.
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Selon Grosch, Rex est 5 fois plus rapide et 5 fois plus petit que les analyseurs generes
par lex. II peut egalement creer autornatiquement un programme executable pour tester
1'analyseur. Selon lui, void les avantages de Rex par rapport a lex:
- L'etat initial a un nom documente: STD (INITIAL pour yacc).
- Une liste d etats peut etre inversee par 1 operateur NOT. Ceci indique que la regle
est valable pour tous les etats sauf ceux mentionnes.
- La specification peut etre ecrite sans format predefini (les espaces sous forme d'es-
paces, tabulations et retours de chariot sont ignores).
- Les identificateurs referant a des expressions regulieres nommees ne sont pas com-
pris entre accolades.
Rex calcule automatiquement la position des jetons dans les champs Line et Column
de la variable <Scanner>-Attribute.
- II y a des regles predefinies pour ignorer les espaces.
Les fichiers inclus (include files) peuvent etre imbriquesjusqu'a un niveau de profon-
deur de 15 (un seul niveau dans yacc).
- Des routines sont fournies pour normaliser les jetons en minuscule ou majuscule.
- Aucun ajustement des structures de donnees internes n'est necessaire pour Ie traite-
ment de specifications volumineuses.
Et les desavantages de Rex par rapport a lex:
- yymoreQ n'est pas disponible pour obtenir Ie prochain jeton.
- REJECT n'est pas disponible - Rex ne trouve qu'une seule solution et ne peut
trailer Ie meme segment de texte plus d une fois.
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- La redirection de Pentree a partir de yywrapQ n'est pas disponible. A la fin du
fichier d entree, on ne peut que s arreter.
- Le jeu de caracteres est limite a celui de Pordinateur utilise.
4.2.2 Lalr
Lalr permet de creer des analyseurs syntaxiques. Comme son nom 1'indique, 11 traite
les grammaires de types lalr(l). Ces grammaires peuvent etre ecrites en EBNF. On peut
associer aux regles de grammaire des actions decrites par des enonces du langage cible (C
ou Modula-2). Lorsqu'une regle est reconnue par Panalyseur, Ie code associe est execute.
Un mecanisme pour Pattribution synthetisee (S- attribution) est fourni pour permettre la
communication entre les actions. Plus exactement, les attributs de la partie gauche d'une
regle ne peuvent etre calcules qu a partir des attributs de la partie droite de la regle. Les
attributs de regles precedentes ne peuvent etre utilises.
Lors de conflits de reduction a gauche, un arbre de derivation est imprime pour faciliter
la localisation du problerae. Les erreurs syntaxiques sont traitees automatiquement par
1 analyseur. Ce dernier genere des fonctions qui signalent les erreurs, assument la reprise
ainsi que la correction lorsque possible. La methode backtrack-free de [22] [23] est celle
utilisee. Les analyseurs syntaxiques generes sont bases sur des tables (table-driven). Selon
les auteurs, ils sont 2 a 3 fois plus rapides que ceux generes par y ace. Leur grosseur est
cependant legerement superieure afin de permettre cette rapidite.
4.2.3 Ell
Ell est un outil qui permet la creation d un analyseur syntax! que qui traite des
grammaires de type 11(1). Les specifications qu'il utilise peuvent etre ecrites en EBNF.
Un mecanisme pour 1 attribution heritee et synthetisee evaluee lors d'une seule traversee
en pre-ordre (L- attribution) est fourni. Les erreurs syntaxiques sont traitees automatique-
ment par 1'analyseur qui les signale, assume la reprise et la correction (lorsque possible).
Si la grammaire peut se restreindre au type LL(1), on beneficie alors d'un analyseur tres
rapide (900 000 lignes par minute).
4.2.4 Ast
Ast ofFre la possibilite de creer du code permettant de definir la structure d'arbres
syntaxiques abstraits ainsi que des procedures en permettant la manipulation. Ces arbres
peuvent etre decores d attributs de types arbitralres. Les arbres ne sont pas les seuls
structures permises, les graphes peuvent egalement etre traites par Ast.
4.2.5 Ag
Ag offre la possibilite de creer du code permettant d'evaluer des attributs. II permet
de trailer des grammaires bien definies representees sous forme d arbres syntaxiques
abstraits. Les terminaux et les non-terminaux peuvent avoir un nombre arbitraire d'attri-
buts. Ag permet des atfributs definis localement aux regles ou herites de fa^on simple ou
multiple. L'evaluation des attributs est exprimee dans Ie langage cible et dans un style
fonctionnel.
4.2.6 Preprocesseurs
La collection de preprocesseurs offerts dans Cocktail se divise en deux families. La
premiere contient les preprocesseurs eg et rpp qui permettent respectivement la derivation
de specifications pour un analyseur lexical et syntaxique a partir d'une grammaire attri-
buee. La deuxieme ofFre des traducteurs de specifications qui vont de lex vers Rex et de
y ace vers Lalr ainsi que leurs contreparties. Tous les preprocesseurs agissent corame des
filtres qui lisent de 1 entree standard et ecrivent a la sortie standard.
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4.3 Recommandations
Cette etude a permis 1'identification des outils les plus appropries, parmi ceux etudies,
pour Pimplantation de la grammaire attribuee du langage ROOM. La grammaire obtenue
au chapitre precedent pourrait facilement etre mise en forme 11(1) ou lalr(l) et 1'evaluation
des outils tient compte de ce facteur. Les recommandations pour Panalyse lexicale et
syntaxique sont maintenant presentees.
4.3.1 Analyse lexicale
Au niveau de 1'analyse lexicale, flex est Poutil qui est Ie plus adapte aux besoins
de 1'implantation. Rex pourrait egalement etre retenu, mais les caracteristiques qui les
departagent sont assez importantes pour que flex soil favorise. La limite de 15 niveaux que
Rex impose sur Pimbrication de fichiers est suffisante pour la majorite des cas. Cependant,
1'absence d'une telle restriction dans flex permet de traiter un eventail plus large de
modeles. La fonction yymore() ofFerte par flex n'est pas utile pour les grammaires 11(1)
ou lalr(l) et peut done etre ignoree. L'action REJECT que Rex ne supporte pas permet
d'evaluer plusieurs regles pour un meme segment, ce qui evite a 1'analyseur d'arriver
a une mauvaise conclusion trap rapidement. Lors d'erreurs, elle permet de continuer Ie
traitement avec une autre regle qui pourrait aussi etre satisfaite. La fonction yywrapf)
de flex permet de continue! la lecture des jetons dans un autre fichier lorsque la fin du
ficher courant est atteinte. Ceci est utile pour compiler plusieurs modeles a la fois. Les
quatre caracteristiques du tableau 1, que Rex possede mais que flex ne possede pas, ne
sont pas essentielles ou peuvent etre facilement reproduites.
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4.3.2 Analyse syntaxique
Pour la creation de Panalyseur syntaxique, 1'outil Ell de Cocktail est recommande.
Cependant, 11 faut preciser que la grammaire doit etre en forrae 11(1). Voici les princi-
paux facteurs qui font de Ell Ie meilleur outil. L'utilisation des preprocesseurs de Cocktail
permet de pouvoir traiter directement la forrae lineaire produite par ObjecTime. La cor-
rection des erreurs syntaxiques de fa^on automatique produit un compilateur plus efficace.
Le traitement de Pattribution heritee permet de tirer partie de cette facette qui est pre-
sente dans les grammaires attribuees. Les structures de donnees internes dynamiques ne
limitent pas la taille du probleme a traiter. La possibilite d'inclure plusieurs analyseurs
syntaxiques pourrait etre utile dans 1'analyse des expressions en RPL ou C++. A ceci
s ajoute la possibilite d utiliser d autres outils de Cocktail tels Ast, Ag, Puma, et Beg.
Creation automatique d un programme pilote de test
Operateur NOT pour une liste d etats
Calcul automatique de la position des jetons
Niveau maximum d imbrication de fichiers Indus
Routines fournies pour normalisation des jetons en
minuscules ou majuscules




Jeu de caracteres limite a celui de Pordinateur utilise























TAB. 1 - Sommaire comparatif des outils de creation d'analyseurs lexicaux
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yacc
Type de grammaire traitee
Traitement des grammaires EBNF
Reprise automatique a la suite d'erreurs
Correction automatique d erreurs syntaxiques
Attribution synthetisee
Attribution heritee
Structures de donnees internes dynamiques
Calcul automatique de la position des jetons
Analyseurs multiples a 1'interieur d'un
meme programme
Analyseur recursif




































TAB. 2 - Sommaire comparatif des outils de creation d'analyseurs syntaxiques
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Conclusion
Les contributions originales apportees par la recherche presentee dans ce memoire sont
un logiciel oriente objet de poursuite en temps reel de satellites, une grammaire attribuee
du langage ROOM ainsi qu une etude sur les outils pouvant servir a son implant ation.
La creation de SatSy a permis de documenter 1'analyse et la conception d'un systeme
temps-reel qui a ete implante et teste. Cette realisation a egalement donne lieu a un
article [17] public dans Ie colloque ARRL/TAPR Digital Communications Conference
(Seattle, septembre 1996). A cette occasion, notre contribution s'est meritee Ie prix du
meilleur article a caractere technique et theorique par un etudiant. L'elaboration de la
grammaire attribuee a, quant a elle, mis en evidence quelques incoherences de la syntaxe
du langage ROOM. Par consequent, nous avons contribue a 1 amelioration de la qualite
et de la fiabilite du langage ROOM. Get exercice fournit egalement, en partie, une base
formelle a une methodologie de plus en plus utilisee. L'etude preliminaire presentee a
la fin de ce memoire permettra de faciliter 1'implantation d'un compilateur du langage
ROOM.
Le travail effectue dans ce memoire presente certaines limites. Ainsi Ie logiciel SatSy
est incapable de poursuivre des satellites en orbite elliptique et ne comporte pas une
interface graphique avancee. Du cote de la grammaire attribuee, les expressions ecrites
dans Ie langage detaille ne sont pas traitees.
Le logiciel SatSy a jete les bases d un nouveau projet de poursuite en temps reel
de satellites. En efFet, nous travaillons sur la mise en oeuvre d'un logiciel qui rendra
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disponible sur Ie reseau Internet les ressources d'une station de telecornraunications par
satellites (http://www.drni.usherb.ca/~barbeau/Radio). L'installation d'une telle sta-
tion exige des competences techniques et un investissement important. Grace a notre
logiciel et PInternet, Pacces a une telle station sera ouvert a une large communaute.
Cette application permettra essentiellement a des personnes branchees a 1 Internet de
dialoguer avec les occupants d engins spatiaux, dont la navette spatiale americaine, la
station orbitale russe Mir et la future station spatiale internationale. La coramunication
sol-engin spatial s effectue au moyen de frequences radio dans les bandes radio amateur.
Des equipements radio amateur sont installes dans les engins spatiaux atm de detendre
les membres d'equipage. Les agences spatiales out etabli des programmes qui permettent
a des etudiants de difFerents niveaux scolaires de dialoguer avec les astronautes durant
les vols. La participation d'une ecole a une telle experience exige 1'installation sur place
d'equipement de telecommunications relativement complexe. Le logiciel que nous deve-
loppons, qui decoule de notre experience avec Sat Sy, va simplifier considerablement la




La grammaire attribuee du langage
ROOM
A.l Attribute Grammar of the ROOM Language
La grammaire presentee dans cette annexe a ete produite en anglais dans Ie but d'etre
utilisee par la firme ObjecTime d'Ottawa.
type




case k: definition-class of
object-definition : (object-type: mode) ;
type-definition: (defined-type: mode) ;
end;
















type-class = (actor-class-spec-type, port-ref-item-type, actor-refJtem-type,
binding Jtem-type, equiv-item-type, sap-refJtem-type, function-spec-type,
var-rpl-type, var-c++-type, stateJtem-type, choicepointJtem-type,
transitionJtem-type, choicept-end-type, event Jtem-type, protocol-class-type,
message-typejspec-type, data-spec-type, choice-type-spec-type, sequence-spec-type,
seqJield-spec-type, seq-of-spec-type, real-spec-type, integer-spec-type,
string-numericjspec-type, string-printable-spec-type, constant-spec-type,
const-type-spec-type, identified-type, unidentified-type);
mode = 1' record
case = k: type-class of





portjref-item-type: ( replication-factor-S : value,
conjugated-S: value,
protocol-class-name-use: mode);




bindingJtem-type: ( replication-factor-S : value,
end-pt-spec: defmition-table,
to-end-pt-spec-list: defmition-table);
equiv-item-type: ( paths-list: definition-table);
sap-refJtem-type : ( replication-factor-S : value,
conjugated-S: value,
sap-class-name-use: mode);
function-spec-type: ( function-attributes-S : value-table,
function-code: alphanumeric);
var-rpl-type : ( var-rpl-class-desc: mode);
var -c++ -type: ( replication-factor-list: value-table,
data-class-name-use: mode,
initargs-S: definition-table);
state Jtem-type: ( state-spec-S : defmition-table);
choicepoint-item-type: ( expression-S : definition-table);





choicept-end-type: ( true-false-branch: value-table);
protocoLclass-type : ( protocol-superclass-id : mode,
protocol-spec: definition-table);
message-type-spec-type : ( data-class-name-use: mode);
data-spec-type: ( data-superclass-id : mode,
data-type-spec: definition-table,
methods-spec-S: definition-table);
choice-typejspec-type: ( type-names-list-S : mode);
sequence-spec-type : ( seq-fieldlist-S : definitions);
seqJieldjspec-type: ( data-class-name-use: mode,
optional-S: value,
default-S : value);
seq-of-spec-type: ( replication-factor: value,
data-class-name-use: mode);
integerjspec-type: ( minimum-S : value,
maximum- S : value);
real-spec-type: ( minimum-S : value,
maximum-S : value);
strmg-nurneric-spec-type: ( replication-factor: value);
string-prmtablejspec-type: ( replication-factor: value);
constant-spec-type: ( isa-constant-spec-type-S : mode);
const-type-spec-type: ( valid-const-type: value,
constant-literal: value);
identified-type: ( definition: integer);


































































rule natural-star ::= natural-star digit.
rule replication-factor::= natural-star.
rule positive-integer::= digit.
rule positive-integer::= positive-integer digit.
rule integer::= positive-integer.
rule integer::= '- positive-integer.




rule ROOM-identifier::= ROOM-identifier alphanumeric.
rule class-name::= ROOM-identifier.
rule root-id::= 'root .
rule sap-class-name::= Frame .
attribution
sap-class-name.mode ^— N-tnode(frame-type);




rule sap-class-name::= 'SimulationTiming .
attribution
sap-class-name.mode ^— N-mode(simulationTimmg-type);
rule sap-class-name::= 'Exception .
attribution
sap-class-name.mode ^— N-mode(exception-type);


















































rule rpl-type-name::= 'Dictionary .
attribution
rpl-type-name.mode <- N-jnode(dictionary-type);









rule rpl-type-name::= LinkedList .
attribution
rpl-type-name.mode <- N-mode(lmkedList-type);








































































rule service-name::= BasicCommunicationService .
attribution




service-name. value ^— SiraulationCornmunicationService;
The service name is used to specify if the normal communications (BasicCommunica-
tionService) should take place or if latency in communications (SimulationCommunica-
tionService) is desired in the communication environment.
A. 1.1 Actor Classes





included(actor-class-name-use.symbol, class-specification-list. environment) and
unambiguous (class-specification-list. definitions) and
completed(class-specification-list.environment);
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A model is composed of a list of class specifications class-specification-list amongst
which one of them is the container class. This container class is of type actor and is iden-
tified by the symbol actor-class-name-use. The verification of the presence of this class
in the class-specification-list^ is done by the included predicate. Every definition of the
class-specification-list must be included only once in the environment. The complete-env
function searches the definition list for unidentified types and unknown definitions and
tries to resolve these references. The function unambiguous insures that this condition
is true. The function completed verifies that the environment is completely defined by
checking for the absence of undefined types.
rule class-specification-list ::= class-specification.
rule class-specification-list ::= class-specification-list ';' class-specification.
attribution
class-specification-list[l]. definitions •<— class-specification-list [2]. definitions &;
class-specification. definitions;








A class-specification is either an actor class which defines active entities within the
system, a protocol class which defines how actors communicate or a data class which
defines the data containers of the system.
rule actor-class-spec ::= 'actor class actor-class-name
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'derived' 'from' actor-superclass-id generi city-spec
'{' actor-interface-spec actor-implem-spec '}' 5;'.
attribution
actor-class-spec. definitions ^— N_definition(gennum,







actor-implem-spec.environment <— coraplete_env(actor-interface-spec. definitions)




actor-class-name. symbol -f- actor-superclass-id. symbol;
An actor class specifies an abstraction which plays an active role in the model. The
value of actor- class-name uniquely identifies the class. Actor-superclass-id represents a
class from which it can inherit properties. Inheritance is the sharing of attributes and
operations among classes based on a hierarchical relationship. In ROOM all attributes,
operations, and behavior are inherited. Any inherited property can be redefined. The
genericity-spec allows to specify a substitution rule for the actor. An actor communicates
with other actors through ports. The list of ports that are at the boundary of an actor
class specifies its interface which is defined by actor-interface-spec. The structure and
behavior of an actor class is defined by actor-implem-spec.
rule actor-class-name::= class-name.
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rule actor-superclass-id ::= actor-class-name-use.
rule actor-superclass-id::= root-id.
attribution actor-superclass-id.mode ^— Nil;
An actor-superclass-id represents the identity of a superclass in an inheritance tree. It
can take the value of actor- class-name for a defined class or root-id when no inheritance
is applied.
rule genericity-spec::= genericity-spec-is-sub genericity-spec-can-sub.
attribution
genericity-spec.values ^— genericity-spec-is-sub. value &
genericity-spec-can-sub.value;
rule genericity-spec-is-sub::= 'is substitutable'.
attribution
genericity-spec-is-sub. value <— is-substitutable;
rule genericity-spec-is-sub::= .
attribution
genericity-spec-is-sub. value ^— Nil;





genericity-spec-can-sub. value ^— Nil;
A genericity specification of value is substitutable allows the class to be replaced by
another one of compatible interface definition. The value can substitute means that this
class definition can replace another one of compatible interface definition. A substituting
actor has a compatible interface when it has at least the same ports as the substituted
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actor. When the genericity specification is absent, no substitution is permitted in any
way for that actor class.
rule actor-interface-spec::= 'interface' ':' '{' port-ref-list-S '}' ';'.
An actor s interface specifies the means of communication of a class with its environ-
ment. It is made of ports that are placed at the boundary of the actor. These ports, which
are references to protocols, enable communication with other actors. Two types of ports
can be used. The first one is between the actor itself and other actors. The ports used in
this situation are end-ports. The second one is between its component actors and other
actors. The ports used in this case are relay-ports. The symbol port-ref-list-S indicates
the possibility of a list of port definitions through which communication occur.
rule port-ref-list-S ::= .
rule port-ref-list-S ::= port-ref-list.
rule port-ref-list ::= port-ref-item ; .
rule port-ref-list ::= port-ref-list port-ref-item ';'.
attribution
port-ref-list[l], definitions <— port-ref-list [2]. definitions &
port-ref-item. definitions;
A list of port references is defined by at least one or several port reference items
symbolized by port-ref-item.
rule port-ref-item::= 'port' port-ref-name replication-factor-S
'isa' conjugated-S protocol-class-name-use.
attribution





repli cation-f actor- S. value,
conjugated-S .value
protocol-class-name-use.mode));
A port-ref-item is a definition of a port. A port allows the flow of messages between
actors. It is identified by the value of a port-ref-name. In the case where an actor has to
communicate with several actors with the same messages, the port itself can be replicated
by a replication-f actor-S equal to the number of actors to reach. The protocol it uses to
communicate is defined by the value of protocol-class-name-use and can be conjugated.
rule port-ref-name::= ROOM-identifier ':'.
rule replication-factor-S ::= .
attribution
replication-factor-S. value <— Nil;
rule replication-factor-S ::= replication-factor.
attribution
replication-factor-S. value <— replication-factor. symbol;
A replication-factor-S indicates the possibility of replication. Replication enables-
multiplicity of an entity without explicitly having to declare every incarnation.
rule conjugated-S ::= .
attribution
conjugated-S. value <— Nil;
rule conjugated-S::= conjugated'.
attribution
conjugated-S. value <— conjugated;
A conjugated-S indicates the possibility of the conjugation of a port. When the value
holds conjugated, it indicates that the direction in which the messages flow in a protocol
is reversed. Thus enabling a conjugated port to receive the messages sent by another port
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The use of a protocol class name implies that the refered class has previously been
defined.
rule actor-implem-spec::= 'implementation' ':' '{'structure-spec behavior-spec '}'.
attribution
actor-implem-spec. definitions ^— structure-spec. definitions
& behavior-spec. definitions;
A class implementation specification defines the structure and behavior of an actor
class.
Actor Classes - Structure






structure-spec. definitions -<— end-ports-spec-S. definitions





unambiguous (comp onent s- spec- S. definitions) an d
unambiguous(bindings-spec-S.definitions) and
unambiguous(equivs-spec-S.definitions);
The structure of an actor class can hold the following entities: end-ports, components,
bindings, and equivalences. The end-ports that are part of the structure are used to
communicate with component actors. The bindings are the links that associate two ports
thus enabling communication between them. Equivalences are the set of paths that can
be taken to access a component in the case where it is contained by more than one actor.
rule end-ports-spec-S ::= .
rule end-ports-spec-S ::= end-ports-spec.
It indicates the possibility of end port specifications.
rule components-spec-S ::= .
rule components-spec-S ::= components-spec.
It indicates the possibility of component specifications.
rule bindings-spec-S ::= .
rule bindings-spec-S ::= bindings-spec.
It indicates the possibility of binding specifications.
rule equivs-spec-S ::= .
rule equivs-spec-S ::= equivs-spec.
It indicates the possibility of equivalence specifications.
rule end-ports-spec::= 'end' 'ports' ':' '{' port-ref-list-S '}'.
An end-ports-spec is defined as a port definition list. End-ports convey messages from
and to component actors of the actor in which they are defined. They represent termi-
nation points on a communication channel.
rule components-spec::= 'components' ':' '{' components-list '}'.
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A components-spec is defined as a component list.
rule components-list ::= actor-ref-item 5;\
rule components-list ::= components-list actor-ref-item ';'.
attribution
components-list[l]. definitions ^— components-list [2]. definitions &
actor-ref-item. definitions;
A components-list is defined as one or several actor references. It holds the references
of actors that make a composed actor.
rule actor-ref-item::= actor' actor-ref-name replication-factor-S
'isa' dynamics-type substitutable-S actor-class-name-use.
attribution













An actor-ref-item is a reference to an actor class. It is identified by the value of actor-
ref-name. An actor reference can be replicated. The class of the actor to be incarnated is
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refered by actor- class-name. The manner in which the actor is created is specified by its
dynamics-type. Substitution can be allowed with an incarnation of another class. Provided
naturally, that this other class has a compatible interface. The retrieve-definition function




dynamics-type. value <— fixed;
rule dynamics-type::= optional .
attribution
dynamics-type. value <— optional;
rule dynamics-type::= 'imported'.
attribution
dynamics-type. value <— imported;
A dynamics-type indicates the manner in which an actor is to be incarnated. When
it is fixed, the actor is created at the same time as the actor that contains its reference.
When it is optional, the actor can be dynamically created by the behavior of its containing
actor. In the case where it is imported, the reference of the actor represents a placeholder
in which an existing actor can be dynamically inserted.
rule substitutable-S ::= .
attribution
substitutable-S. value <— Nil;
rule substitutable-S ::= substitutable .
attribution
substitutable-S. value <— substitutable;
A substitutable-S indicates the possibility of substitution.
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rule bindings-spec::= 'bindings' ':' '{' bindings-list '}'.
A bindings-spec is defined by a binding list.
rule bindings-list ::= binding-item ;\
rule bindings-list ::= bindings-list binding-item ';'•
attribution
bmdings-list[l]. definitions ^— bmdings-list [2]. definitions &
binding-item. definitions;
A bindings-list is defined by one or several bindings.
rule binding-item::= 'binding binding-name replication-factor-S ':'
'{' end-pt-spec to-end-pt-spec-list '}'.
attribution








unambiguous (end-pt-spec. definitions, to-end-pt-spec-list. definitions);
A binding represents the linkage of ports in order to build a communication channel
between two actors. This channel can be made of several ports. The first and last ports
are called end-ports because they terminate the channel. The ports in between are cal-
led relay-ports because they only convey the information they receive whithout altering
the message. The relay-ports are necessary to cross levels of hierarchy greater than one
between actors. An actor can communicate directly (without relay ports) with another
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actor if it is at the same level of a hierarchy within an actor or if it is a sub-actor.
rule to-end-pt-spec-list ::= to end-pt-spec.
rule to-end-pt-spec-list ::= to-end-pt-spec-list 'to end-pt-spec.
attribution
to-end-pt-spec-list[l]. definitions <— to-end-pt-spec-list [2]. definitions &
end-pt-spec. definitions;
A to-end-pt-spec-list is defined by one or more end point specifications.
rule end-pt-spec::= port-ref-name '/' actor-ref-name.
attribution
end-pt-spec. definitions ^— N-defmition( gennum,




lookup(port-ref-name. symbol, end-pt-spec.environm.ent) and
lookup (actor-ref-name. symbol, end-pt-spec. environment)
rule end-pt-spec::= port-ref-name '/' actor-class-name.
attribution
end-pt-spec. definitions ^— N-definition( gennum,




lookup (port-ref-name. symbol, end-pt-spec. environment) and
lookup (actor-class-name. symbol, end-pt-spec. environment)
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An end point specification is defined by a port reference name and an actor refe-
rence name or a port reference name and an actor class name when the targeted actor
is replicated. The lookup function ensures that the symbol refers to a valid definition.
An ambiguous situation could occur if two actor references within the same actor were
replicated and had the same port name.
rule equivs-spec::= 'equivalences' ':' '{' equivs-list '}'.
An equivs-spec is defined by a list of equivalences.
rule equivs-list ::= equiv-item ;'.
rule equivs-list ::= equivs-list equiv-item ';'.
attribution
equivs-list[l]. definitions ^— equivs-list [2]. definitions & equi v-item. definitions ;
An equivs-list is defined by one or more equivalences.
rule equiv-item::= 'set' equiv-name':' '{' paths-list '}'.
attribution





An equivalence defines a set of paths through which a component actor can be found
in case of multiple containment. These paths start with a component actor of the actor
being defined. The next item in the path will be a component actor of the previous
component actor. This path goes down the hierarchy until it reaches the actor that is
contained in several actors.
rule equiv-name::= ROOM-identifier.
rule paths-list ::= actor-path-id and-actor-path-id-list.
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attribution
paths-list. definitions ^— and-actor-path-id-list. definitions &;
actor-path-id.definitions;
A paths list is defined by one actor-path-id and an and-actor-path-id-Hst.
rule and-actor-path-id-list ::= and actor-path-id.
rule and-actor-path-id-list ::= and-actor-path-id-list 'and' actor-path-id.
attribution
and-actor-path-id-list[l] .definitions <<—
and-actor-path-id-list [2]. definitions &
actor-path-id. definitions;
An and-actor-path-id-list is defined by one or more actor-path-id.
rule actor-path-id::= actor-ref-name-use actor-ref-name-use-S.
attribution
actor-path-id. definitions ^— actor-ref-name-use. definitions &
actor-ref-name-use-S. definitions;
An actor-path-id is defined by one or more actor reference names.
rule actor-ref-name-use-S ::= .
attribution
actor-ref-name-use-S. definitions <— Nil;
rule actor-ref-name-use-S ::= actor-ref-name-use-S 7' actor-ref-name-use.
attribution
actor-ref-name-use-S[l). definitions ^— actor-ref-name-use-S [2]. definitions &
actor-ref-name-use. definitions;
condition
acy die (actor-ref-name-S. definitions);
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actor-ref-name-use. definitions <— N-definition (gennum,
actor-ref-name. symbol,
unknown-defmition);
Actor Classes - Behavior







behavior-spec.definitions <— language-spec.value &; saps-spec-S. definitions
& inclusions-spec-S. definitions & functions-spec-S.definitions &
fsm- spec. definitions;
functions-spec-S.language ^— language-spec. value ;
condition
un ambiguous (saps-spec-S. definitions) and
unambiguous (function-spec-S. definitions) and
inclusions-spec-S. modes -f- e ==^ language-spec.value = C++;
A behavior-spec gives the behavior of an actor as time passes and events occur. The
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language-spec defines the detail level language. The saps-spec-S lists the services acces-
sible to the actor. These services can be provided by the system or through a protocol
reference. An inclusions- spec- S gives the possibility to include external C++ definitions.
The function-spec-S is the list of functions written in detail level language which scope is
the behavior specification. The explicit behavior of the actor is modeled by a hierarchical
finite state machine specified by the fsm-spec. A condition verifies that if inclusions are
used, the language specification's value is C++.
rule language-spec::= language : language-identifier.
A language specification is defined as a language-identifier.
rule language-identifier::= RPL\
attribution






language-identifier. value ^— Unspecified;
A language identifier can take on three values. The first two (RPL, C++) identify
implementation languages allowed for the detail level language. The third value (Unspeci-
fied) indicates that the target language has not yet been chosen or is irrelevant.
rule saps-spec::= 'saps' ':' '{' saps-list '}\
A saps-spec is defined by a service access point list.
rule saps-list ::= sap-ref-item ;'.
rule saps-list::= saps-list sap-ref-item ';'•
attribution
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saps-list[l]. definitions ^— saps-list [2]. definitions &L sap-ref-item. definitions ;
A saps-list is defined by one or several service access point references.
rule sap-ref-item::= sap sap-ref-name replication-factor-S
'isa conjugated-S sap-class-name-use.
attribution
sap-ref-item. definitions ^— N-definition( gennum,




conj ugated- S. value ,
sap-class-name-use.mode));
A sap-ref-item is a reference to a service access point. A sap represents a service an
actor requires for it s implementation. It is identified by the value of a sap-ref-name. The
way by which it communicates is determined by a sap-class-name. A service access point
can be replicated and conjugated.
rule sap-ref-name::= ROOM-identifier.
rule sap-class-name-use::= protocol-class-name-use.
A sap-class-name can be defined in six different ways. It can hold the value Frame
which indicates that the sap communicates with the frame service. This service is used
to dynamically add and remove actors in the model. When it holds the value Timing,
it uses a service based on the expiration of the real-time clock. Whereas when it holds
the value SimulationTiming, it uses a service based on a simulated abstract time which
works in conjonction with the simulation environment. When the value equals Exception^
an exception handling service is used to trap execution errors. It can also hold the value
Log which indicates that the service invoked records system and application events. And
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finally, it can be defined as a protocol- class-name in which case the sap is like an ordinary
port. The services offered by the system are defined in the model's environment.
rule inclusions-spec-S ::= .
rule inclusions-spec-S ::= inclusions-spec.
An inclusion- spec- S indicates the possibility of an inclusion specification.
rule inclusions-spec::= 'inclusions' ':' '{' inclusions-list '}'
An inclusions-spec is defined by an inclusion list.
rule inclusions-list ::= inclusion-spec ';'.
rule inclusions-list ::= inclusions-list inclusion-spec ';'•
attribution
inclusions-list[l]. definitions <— inclusions-list [2]. definitions &;
inclusion-spec. definitions;
An inclusions-list is defined by one or several inclusion specifications.
rule inclusion-spec::= 'include' inclusion-name.
attribution
inclusions-spec. definitions ^— ...;
An inclusion specification is defined by an inclusion-name. The elements defined in
the file inclusion-name. symbol are extracted from it and represented in structures of type
definition. This portion of the grammar which is tied to the detail level language is not
considered in this work.
rule inclusion-name::= ROOM-identifier.
rule functions-spec-S ::= .
rule functions-spec-S ::= functions-spec.
An function-spec-S indicates the possibility of a function specification.
rule functions-spec::= 'functions' ':' '{' functions-list '}'.
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A function specification is defined by a function list.
rule functions-list ::= function-spec ';'.
rule functions-list ::= functions-list function-spec ; .
attribution
functions-list[l].definitions ^— functions-list [2]. definitions &
fun ction-spec. definitions;
A functions-list is defined by one or several function specifications.
rule function-spec::= function function-name : function-attributes-S
'{' function-code '}'.
attribution







function-attributes-S. definitions -^ e =^ function-spec.language = C++;
A function specification defines a function coded using the detail level language. Since
functions are implemented in a different language, the verification of the code is beyond
the scope of this work. The function- attributes- S indicates the possibility of specifiying
the function's properties. They are only valid in the C++ language. A condition verifies
that this is true by checking the value of the function-spec. language attribute inherited
from the behavior-spec rule.
rule function-name::= ROOM-identifier-list ROOlM-identifier.
attribution
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function-name. symbol ^— ROOM-identifier-list.symbol
& ROOM-identifier.symbol;
A function-name is defined as at least one ROOM-identifier and a ROOM-identifier-
list.
rule ROOM-identifier-list ::= .
rule ROOM-identifier-list ::= ROOM-identifier-list ROOM-identifier5:'.
attribution
ROOM-identifier-list[l].symbol ^- ROOM-identifier-list [2]. symbol &
ROOM-identifier.symbol;
A ROOM-identifier-list can be empty or hold one or several ROOM-identifiers.
rule function-attributes-S ::= .
rule function-attributes-S ::= function-attributes.
A function- attributes- S indicates the possibility of function-attributes.
rule function-attributes ::= attributes : func-attrib-list.
condition
(public € func-attrib-list. values ® inheritable C func-attrib-list. values ©
private € func-attrib-list. values) and
(inline e func-attrib-list. values (B polymorphic € func-attrib-list. values);
Function attributes are defined as a function attribute list. Among these, there are
some incompatibilities. The attributes public, inheritable, and private are mutually exclu-
sive. So are the attributes inline and polymorphic. The nature of these attributes is
explained further on.
rule func-attrib-list ::= func-attrib.
rule func-attrib-list ::= func-attrib-list func-attrib.
attribution
func-attrib-list[l]. values <— func-attrib-list [2]. values &; func-attrib. value;
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A function attribute list is defined as one or several function attributes.
rule func-attrib ::= public5.
attribution
func-attrib. value ^— public;
rule func-attrib ::= inheritable'.
attribution
func-attrib. value <— inheritable;
rule func-attrib ::= private.
attribution
func-attrib. value <- private;
rule func-attrib::= 'inline'.
attribution
fun c-attrib. value ^— inline;
rule func-attrib::= 'readOnly'.
attribution
func-attrib. value ^— readOnly;
rule func-attrib ::= polymorphic .
attribution
func-attrib. value <— polymorphic;
The public attribute indicates that the function can be used by any function. A public
function allows to bypass ROOM s messaging system. When the value is inheritable, it
can be used only by member functions of the same class and by member functions of
derived classes. When the value is private, the function can only be accessed by member
functions of the same class. The value inline is an indication to the compiler that the calls
to this function should be replaced by the code that implements it. When the attribute's
value is readOnly^ the function has no side effect (for further details see Ref. [18]). And
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finally, when the attribute's value is polymorphic the body of the function is to be supplied
by a derived class.
rule fsm-spec::= 'top' 'fsm' ':' '{' state-spec '}'.
A finite state machine specification is defined by a state-spec. Hierarchical finite state
machines are used to specify the actor behavior when stimulated by external events or









state-spec.definitions <— vars-spec-S. definitions &: entry-action-spec-S. definitions
&; exit-action-spec-S. definitions &: substates-spec-S. definitions






A state specification is defined by state variables, entry actions which are execu-
ted before entering the state, exit actions which are executed when the state is exited,
substates which decompose a superstate into lower-level states, choicepoints which allow
two paths out of a state upon the same event, and finally transitions which direct the
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control flow towards other states.
rule vars-spec-S ::= .
rule vars-spec-S ::= vars-spec.
A vars-spec-S indicates the possibility of a variable specification.
rule entry-action-spec-S ::= .
rule entry-action-spec-S ::= entry-action-spec.
An entry-action-spec-S indicates the possibility of an entry action specification.
rule exit-action-spec-S ::= .
rule exit-action-spec-S ::= exit-action-spec.
An exit-action-spec-S indicates the possibility of an exit action specification.
rule substates-spec-S ::= .
rule substates-spec-S ::= substates-spec.
A substates-spec-S indicates the possibility of a substate specification.
rule choicepoints-spec-S ::= .
rule choicepoints-spec-S ::= choicepoints-spec.
A choicept-spec-S indicates the possibility of a choicepoint specification.
rule transitions-spec-S ::= .
rule transitions-spec-S ::= transitions-spec.
An transitions- spec- S indicates the possibility of a transition specification.
rule vars-spec::= 'vars' ':' '{' vars-list '}'.
A vars-spec is defined by a variable list.
rule vars-list ::= var-item ; .
rule vars-list ::= vars-list var-item Y.
attribution
vars-list[l],definitions <— vars-llst [2]. definitions &; var-item. definitions.
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A vars-Hst is defined by one or several variables.
rule var-item::= var-rpl.
rule var-item ::= var-c++.
A variable is defined either as an RPL variable or as a C++ variable.
rule var-rpl::= var-name 'isa' var-rpl-class-desc.
attribution




An RPL variable is defined by a variable name which identifies it uniquely and a
variable class descriptor which specifies its type.
rule var-name::= ROOM-identifier.
An RPL variable name is defines as a ROOM-identifier.
rule var-rpl-class-desc::= data-type-name.












rule var-c+4- ::= var-name replication-factor-list
'isa' data-class-name-use initargs-S.
attribution
var-c++. definition <— N-definition( gennurn,
var-name.symbol,
object-definition,
Njnnode( var -c++ -type,
repli cat ion-f act or-li st .values,
data-class-name-use.mode,
initargs-S.definitions));
A c++ variable is defined by a var-name which identifies it uniquely, a c++ class
name which specifies its type, a replication factor list which gives the possibility to build
multidimensional arrays of the class type, and arguments which allows initialization of
the variables with predefined values. The assignment of the mode attribute of the c++-
class-name-use symbol is part of the attribute grammar of the detail level language.
rule replication-factor-list ::= .
rule replication-factor-list ::= replication-factor replication-factor-list.
attribution
replication-factor-list[l]. values ^— replication-factor-list [2]. values &
replication-factor. symbol;
A replication factor list allows the creation of multidimensional array variables.
rule initargs-S ::= .
rule initargs-S ::= 'initargs' '{' c++-argument-list '}'.
An initargs-S indicates the possibility of an argument list for the initialization of
the variables. The evaluation of the c++-argument-list symbol is part of the attribute
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grammar of the detail level language.
rule entry-action-spec::= 'entry' 'action' ':' '{' expression-S '}'.
An entry action specification is defined by the possibility of an expression. This ex-
pression, when present, is evaluated before entering the state in which it is defined.
rule exit-action-spec::= 'exit' 'action' ':' '{' expression-S '}'.
An exit action specification is defined by the possibility of an expression. This expres-
sion, when present, is evaluated while leaving the state in which it is defined.
rule expression-S ::= .
attribution
expression, definitions <— Nil;
rule expression-S ::= expression.
attribution
expression-S.definitions ^— ...;
An expression-S indicates the possibility of an expression. An expression is coded in
the detail level language.
rule expression ::= rpl-expression.
rule expression ::= c++-expression.
An expression can be defined as an RPL expression or as a C++ expression. The
evaluation of C++ or RPL expressions is part of the attribute grammar of the detail
level language.
rule substates-spec::= 'substates' ':' '{' states-list '}'.
A substates-spec is defined by a state list. These states make a finite state machine of
a lower level within the super-state.
rule states-list ::= state-item ';'.
rule states-list ::= states-list state-item '; .
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attribution
states-list[l],definitions <— states-list[2].definitions &; state-item.definitions.
A states-list is defined by one or several states.
rule state-item::= 'state' state-name':' '{' state-spec-S '}'.
attribution





A state is defined by the possibility of a state specification. It is also uniquely identified
by a state name.
rule state-spec-S ::= .
rule state-spec-S ::= state-spec.
A state-spec-S indicates the possibility of a state specification.
rule state-name ::= ROOM-identifier;
rule choicepoints-spec::= 'choicepoints' ':' '{' choicepoint-list '}'.
A choicepoints-spec is defined by a choicepoint list.
rule choicepoint-list ::= choicepoint-item ';'.
rule choicepoint-list ::= choicepoint-list choicepoint-item ';'•
attribution
choicepoint-list[l].definitions ^— choicepoint-list [2]. definitions &
choicepoint-item. definitions.
A choicepoint-list is defined by one or several choicepoints.








A choicepoint splits a transition in two directions. It is uniquely identified by a
choicept-name. When a choicepoint is encountered, a boolean expression-S is evalua-
ted. If it returns true, the transition connected to the true choicept-end is taken. If it
returns false, the transition connected to the false choicept-end is taken. Choicept-end
will be discussed further on.
rule choicept-name::= ROOM-identifier.
rule transitions-spec::= 'transitions' ':' '{' transition-list '}'.
A transition specification is defined by a transitions list.
rule transition-list ::= transition-item ';'.
rule transition-list::= transition-list transition-item ';'.
attribution
transition-list[l]. definitions <— transition-list [2]. definitions &:
transition-item. definitions.
A transition-list is defined by one or more transitions.
rule transition-item::= 'transition' transition-name ':''
'{' trans-source-pt trans-dest-pt trans-triggers-S trans-code-S '}'.
attribution











A transition is the action of going from one state to another. A transition-name
identifies it uniquely. It has a source point which is thestate of origin and a destination
point which is the target state. A transition is fired upon certain triggers and some source
code can be associated with its triggemng.
rule transition-name::= ROOM-identifier source-name-S.
attribution
transition-name. symbol <— ROOM-identifier. symbol &
source-name-S. symbol;
A transition name is formed by a ROOM-identifier and possibly a source name which
identifies where the transition is taken from.
rule source-name-S ::= .
attribution
source-name-S. symbol <— Nil;
rule source-name-S ::= '/' source-name.
A source-name-S indicates the possibility of source name.
rule source-name::= state-name-use.
rule source-name::= choicept-end-use.
rule source-name::= 'top .
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A source name can be a state name, a choicept-end when the transition follows a








choicept-end-use. definitions ^— N-definition(gennum,
choicept-end.symbol,
unknown-definition);
rule trans-source-pt ::= 'source' ':' tr-point-spec.
A transition source point is defined as a transition point specification.
rule trans-dest-pt ::= destination : tr-point-spec.
The destination of a transition is defined as a transition point specification.
rule tr-point-spec::= state state-name-use.
rule tr-point-spec ::= choicept-end-use.
rule tr-point-spec::= 'initial' 'point'.
rule tr-point-spec::= 'state' 'border' cont-trans-S.
A transition point specification can be a state name or a choicept-end. When it holds
the value initial point^ the transition starts from the initial state.
rule choicept-end::= 'choicepoint' choicept-name true-false-branch-S.
attribution
choicept-end.definitions <— N-definition( gennum,





A choicept-end identifies the branch that can be taken after a choicepoint evaluation.
It is uniquely identified by the combination of a choicepoint name and the value of true-
false-branch.
rule true-false-branch::= 'true branch'.
attribution
true-false-branch. value <— true;
rule true-false-branch::= 'false' 'branch'.
attribution
true-false-branch.value <— false;
A true-false-branch indicates the path to take based on the value of the choicepoint
expression. It can hold the values true or false.
rule cont-trans-S ::= .
rule cont-trans-S ::= cont-trans.
A cont-trans-S indicates the possibility of a cont-trans.
rule cont-trans::= to transition transition-name-use.
rule cont-trans::= from-trans-list.
A cont-trans is defined as either a transition name or a from-trans-list.
rule from-trans-list ::= .
rule from-trans-list ::= from-trans-list 'from' 'transition' transition-name-use.
attribution
from-trans-list[l]. definitions <— from-trans-list [2]. definitions &
transition-name-use. definitions;




transition-name-use. definitions <<— N-definition(gennum,
transition-name. symbol,
unknown-defmition);
rule trans-triggers-S ::= .
rule trans-triggers-S ::= trans-triggers.
Atrans-trigger-S indicates the possibility of transition triggers.
rule trails-co de-S::= .
rule trans-code-S ::= trans-code.
A trans-code-S indicates the possibility of transition source code.
rule trans-triggers::= 'triggered' 'by' ':' '{' events-list-S '}'.
The triggers that can initiate a transaction are defined in an event list.
rule events-list-S ::= .
rule events-list-S ::= events-list.
An events-list-S indicates the prossibility of an event list.
rule events-list ::= event-item.
rule events-list ::= events-list or event-item.
attribution
events-list[l]. definitions <<— events-list [2]. definitions &; event-itera. symbols;
A event list is composed of one or several events.
rule event-item::= 'event' ':' '{' 'signals5 ':' '{' signals-list '}' 'on' ':' '{' port-saps-list '}'
guard-expression-S '}'.
attribution
event-item.definitions •<— signals-list. definitions &;
port-saps-list. definitions &; guard-expression-S. definitions ;
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An event is defined by a list of signals that can trigger it. These signals can come
from. either ports or service access points. These are listed in port-saps-list. When an
event occurs, a guard expression can be evaluated to verify that a condition is satisfied
before taking the transition.
rule guard-expression-S ::= .
rule guard-expression-S ::= 'guard' ':' '{' bool-expression '}\
A guard-expression-S indicates the possibility of a guard expression.
rule bool-expression::= expression.
A bool-epxression is a function which returns either true or false.
rule signals-list ::= signal-literal.
rule signals-list ::= signals-list or' signal-literal.
attribution
signals-list[l]. symbols <— signals-list [2]. symbols &;
signal-literal.symbol;
A signal list is composed of one or several signals.
rule port-saps-list ::= port-or-sap-name.
rule port-saps-list ::= port-saps-list 'or' port-or-sap-name.
attribution
port-saps-list[l].definitions ^— port-saps-list [2]. definitions &;
port-or-sap-name. definitions;
A port-saps-list is composed of one more port-or-sap-name.
rule port-or-sap-name::= port-ref-name.
attribution






port-or-sap-name. definitions <— N-defmition(gennum,
sap-ref-name. symbol,
unknown-definition);
rule trans-code::= 'code' ':' '{' expression-S '}'.
A trans-code is defined as the possibility of an expression. This expression is evaluated
when the transition in which it is defined takes place.
A.1.2 Protocol Classes
rule protocol-class-spec::= 'protocol' 'class' protocol-class-name









protocol-superclass-id. symbol / protocol-class-name.symbol;
A protocol class specification represents a set messages that are to exchanged between
to actors. It is identified by a protocol- class-name and can inherit properties from a
protocol superclass. The protocol specification gives the list of messages and the direction






A protocol-superclass-id can be defined by a protocol-class-name or by root-id.
rule protocol-spec::= '{' service-spec messages-spec '}'.
attribution
protocol-spec. definitions ^— service-spec.value & messages-spec. definitions;
A protocol-spec is defined by a service specification and message specifications.
rule service-spec::= 'service' ':"' service-name.
A service-spec is defined by a service name.
rule messages-spec::= 'message' 'types' ':' '{' in-messages-spec out-messages-spec '}'.
attribution





A messages-spec is defined by incoming and outgoing messages specifications.
rule in-messages-spec::= 'in' ':' '{' message-types-list '}'.
An in-messages-spec is defined as a message type list.
rule out-messages-spec::= 'out' ':' '{' message-types-list '}'.
An out-messages-spec is defined as a message type list.
rule message-types-list ::= message-type-spec ';'.
rule message-types-list ::= message-types-list message-type-spec ';'.
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attribution
message-types-list[l]. definitions •<— message-types-list [2]. definitions &
message-type-spec. definitions;
A messages-types-Ust is defined by one or several message type specification.
rule message-type-spec::= '{' 'signal' ':' signal-literal






A message type specification defines a message. It is uniquely identified by a signal
literal and a data object of the type symbolized by data-class-name-use.
rule signal-literal::= '%'signal-name.
A signal-literal is defined as a signal name.
rule signal-name::= ROOM-identifier.
A. 1.3 Data Classes
rule data-class-spec::= data-spec ';'•
rule data-class-spec::= constant-spec ; .
A data class specification can be either a data specification or a constant specification.













A data specification defines a data class. It is uniquely identified by a data-class-
name and can inherit from a data superclass. Its data structure is defined by a data type
specification and methods-spec-S gives the possibility to specify methods to manipulate
the data in the class.
rule data-class-name::= class-name.





A data-superclass-id give the parent of a data class. When it holds a data class name,
the target class inherits all the properties of that class. When it holds the root-id, it







rule data-type-spec ::= real-spec.
rule data-type-spec::= string-spec.
rule data-type-spec::= undef-type-name.




rule type-names-list-S ::= .
rule type-names-list-S ::= type-names-list.
A type-names-list-S indicates the possibility of a type name list.
rule type-names-list ::= data-class-name-use ';'.
rule type-names-list ::= type-names-list data-class-narae-use ';'.
attribution
type-names-list[l]. modes <— type-naraes-list;[l].modes &;
data-class-name-use. modes;
rule enumer-spec::= 'Enumerated' '{' enurner-list-S '}'.
attribution
enumer-spec.mode <(— N-mode(enumer^pec-type, enumer-list-S. symbols);
rule enumer-list-S ::= .
rule enumer-list-S ::= enumer-list.
An enumer-list-S indicates the possibility of an enumeration list.
rule enumer-list ::= enumer-literal ; .
rule enumer-list ::= enumer-list enumer-literal ';' .
attribution




rule sequence-spec::= 'Sequence' '{' seq-field-list-S '}'.
attribution
sequence-spec.mode <— N-mode(sequencej3pec-type, seq-field-list-S. definitions
rule seq-field-list-S ::= .
rule seq-field-list-S ::= seq-field-list.
rule seq-field-list ::= seq-field-spec '; .
rule seq-field-list ::= seq-field-list seq-field-spec ';'.
attribution
seq-field-list[l].definitions ^— seq-field-list[l].definitions &
seq-field-spec. definitions
rule seq-field-spec::= field-name isa data-class-name-use optional-S default-S.
attribution








rule optional-S ::= .
attribution
optional-S. value <— Nil;
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rule optional-S ::= optional.
attribution
optional-S. value ^— optional;
An optional-S indicates whether the field is optional or not.
rule default-S ::= .
attribution
default-S. value <— Nil;
rule default-S::= 'default' '{' value-literal '}'.
attribution
default-S. value <— value-literal. symbol;
A default-S indicates the possibility of a default value.











(int-minimum-S. value < int-maximum-S. value);
rule mt-minimum-S ::= .
attribution
int-minimum-S. value -<— Nil;
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rule int-minimum-S ::= minimum '{' integer '}'.
attribution
int-minimum-S. value ^— integer.sym.bol;
A int-minimum-S indicates the possibility of a minimum limit.
rule int-maximum-S ::= .
attribution
int-maximum-S. value •(— Nil;
rule int-maximum-S ::= 'maximum '{' integer '}'.
attribution
int-maximum-S. value <<— integer. symbol;
A int-maximum-S indicates the possibility of a maximum limit.






real-minimum- S. value < real-maximum- S. value;
rule real-minimum-S ::= .
attribution
real-minimum-S. value ^— Nil;
rule real-minimum-S ::= minimum '{' real '}'.
attribution
real-minimum-S. value ^— real.symbol;
A real-minimum-S indicates the possibility of a minimum limit.
rule real-maximum-S ::= .
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attribution
real-maximum-S. value ^— Nil;
rule real-maximum-S ::= 'maximum '{' real'}'.
attribution
real-maximum-S. value ^— real.symbol;
A real-maximum-S indicates the possibility of a maximum limit.











rule constant-spec::= constant constant-name isa-const-type-spec-S.
attribution








rule isa-const-type-spec-S ::= 'isa' const-type-spec.
An isa-const-type-spec-S indicates the possibility of a constant type specification.





rule methods-spec-S ::= .
rule methods-spec-S ::= methods-spec.
A methods-spec-S indicates the possibility of a methods specification.
rule methods-spec::= methods functions ': instance-methods-spec-S
class-methods-spec-S.
attribution
methods-spec. definitions ^— instance-raethods-spec-S.definitions &i
class-methods-spec-S. definitions;
condition
unambiguous (instance-methods-spec-S. definitions &;
class-methods-spec-S. definitions);
A methods specification give the possibility to specify instance methods and class
methods.
rule instance-methods-spec-S ::= .
rule instance-methods-spec-S ::= instance-methods-spec.
An instance-methods-spec-S indicates the possibility of an instance methods specifica-
tion.
rule class-methods-spec-S::= .
rule class-methods-spec-S ::= class-methods-spec.
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A class-methods-spec-S indicates the possibility of a class methods specification.
rule instance-methods-spec::= 'instance' ':' '{' functions-list '}'.
An instance-methods-spec is defined as a list of function which are called upon instan-
ces of the class.
rule class-methods-spec::= 'class' ':' '{' functions-list '}'.
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