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Bakalářská práce se zabývá problematikou umělé inteligence v počítačové hře. V je práci
uveden návrh dvourozměrné počítačové hry pro dva hráče, kde jednoho z nich může ří-
dit počítač. Hlavní úlohou bylo vytvoření hry s jednoduchým uživatelským rozhraním, se
zaměřením na umělou inteligenci soupeře.
Abstract
This Bachelor’s thesis is focused on artificial intelligence in computer games. It introdu-
ces the design of a two-dimensional computer game for two players of which one can be
computer-controlled. The main task was the creation of a game with a simple user interface
with focus on the opponent’s artificial intelligence.
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1.1 Stručné dejiny počítačov a počítačových hier
Slovo
”
počítač“ pôvodne implikovalo osobu, ktorá po inštruktáži matematika, vykonávala
mechanické počítanie. Mechanické pomôcky pre počítanie ako počítadlá sa často využívali
pri tomto procese.
Na konci stredoveku matematika a inžinierstvo v Európe zažili značný rozvoj, čo viedlo
k mnohým vynálezom mechanických počítacích zariadení. Technológia hodinového stroja
bola vyvinutá začiatkom 17. storočia. V období medzi začiatkom 19. a začiatkom 20. storočia
sa vyvinulo množstvo technológií, ktoré sa neskôr stali podstatné pre vývoj digitálneho
počítača. Ako príklad si uveďme derné štítky a ventil. Charless Babbage bol v roku 1837
prvým, komu sa podarilo navrhnúť plne funkčný počítač. Avšak z mnohých dôvodov nebol
schopný svoj počítať skonštruovať.
Analógové počítače zažili rozmach v prvej polovici 20. storočia, kedy sa používali pre
vedecké výpočty. Od príchodu digitálnych počítačov sa používajú len pre špeciálne účely.
Prvý digitálny počítač sa volal Atanasoff-Berry Computer. Využíval binárnu aritme-
tiku, paralelné spracovanie, oddelenú pamäť od výpočtovýh funkcií a regeneratívnu pamäť.
Binárna matematika a elektronické obvody (ktoré sú doteraz základom počítačov) boli pr-
výkrát použité práve v tomto počítači.
V 30. a 40. rokoch 20. storočia boli neustále vyvíjané novšie a výkonnejšie počítače.
Postupne získali kľúčové vlastnosti prítomné v dnešných počítačoch: digitálna elektronika
a flexibilita programovania. Najznámejším zástupcom z tohto obdobia je ENIAC, vyvinutý
v USA. [8]
Neskôr počítače prestávali byť čiste vedeckým zariadením a postupne začali byť aj zdro-
jom zábavy. Už v roku 1952 napísal A.S. Douglas svoju dizertačnú prácu v University of
Cambridge o interakcii človek-počítač. Douglas vytvoril prvú grafickú počítačovú hru – ob-
dobu piškvoriek. Hra bola naprogramovaná na počítači EDSAC, ktorého obrazovka využí-
vala katódové trubice.
William Higinbotham vytvoril prvú videohru v roku 1958. Jeho hra s názvom
”
Tennis
for Two“ bola vytvorená a hraná na osciloskope v Brookhaven National Laboratory. Roku
1962, Steve Russel vytvoril SpaceWar!. Táto hra bola prvá, ktorá bola prvá hra zameraná
na počítače. Russel použil počítač typu MIT PDP-1 na návrh svojej hry.
Roku 1967, Ralph Baer napísal prvú hru hranú na televíznej súprave, s názvom Chase.
Roku 1971, Nolan Bushnell spolu s Tedom Dabnetom vytvorili prvú arkádovú hru. Volala
sa Computer Space, založená na hre Spacewar!. Arkádová hra Pong, bola takisto vytvorená
Nolanom Bushnellom (s pomocou Ala Alcorna) o rok neskôr. Nulan Bushnell a Ted Dabney
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založili Atari Computers ten istý rok. Roku 1975, Atari znovuvydala Pong ako domácu
videohru. [1]
Roku 1978, vydal Intel čip s názvom 8088, s kmitočtom 5 MHz [7]. Tento sa stal základom
prvého IMB PC. Odvtedy bolo vydané množstvo procesorov s rozličnými názvami. Každá
nová generácia prinášala nárast výkonu. Pred 30 rokmi bol počítač s 5 MHz kmitočtom
symbolom enormného výkonu, ktorý si mohol dovoliť len málokto, teraz sú niekoľkojadrové
procesory s kmitočtami v rádoch GHz každodennou súčasťou nášho života.
Tak ako rástol výkon počítačov, rástli aj možnosti počítačových hier. Miesto niekoľkých
pohybujúcich sa pixelov na obrazovke máme hry so skoro realistickou grafikou, rozličnými
fyzikálnymi efektami a širokou škálou možných činností v nich. Tieto vymoženosti by ne-
boli možné bez vysokoúrovňových programovacích jazykov ako sú C++ a Java. Už netreba
stráviť zbytočne veľa času programovaním jednoduchých aritmetických výkonov, ale pro-
gramátor sa môže sústrediť na algoritmy, ktoré celé program tvoria.
Vďaka vysokému výkonu počítačov a mocným programovacím jazykom je vývoj hier
omnoho jednoduchší ako v minulosti. Táto myšlienka sa stala základom tejto práce.
1.2 Motivácia ku zvolenej téme
Moderné hry sa vyznačujú okrem kvalitného užívateľského rozhrania aj rozlične vysokou
mierou umelej inteligencie. Definícia umelej inteligencie znie nasledovne:
Umelá inteligencia je modelovanie intelektuálnej činnosti počítačom pri riešení zložitých
úloh, kde vstup vyžaduje schopnosť výberu z mnohých, alebo nezreteľne popísaných variant;
takisto samočinné rozpoznávanie tvarov alebo predmetov, usudzovanie z jedného výroku na
iný, vytváranie analógií medzi jednotlivými úsudkami, generovanie a overovanie hypotéz,
tvorba a uplatnenie znalostí na základe prijatých dát a informácií, schopnosť eliminovať
nepriaznivé reakcie na podnety z okolia a usmerňovať činnosť systému v prebiehajúcich
procesoch s ohľadom na meniace sa a často nezreteľné vonkajšie podmienky[11].
Hry sú rozšíreným spôsobom trávenia voľného času. Preto som sa rozhodol spojiť predošlé
dve myšlienky a vytvoriť hru s počítačom riadeným súperom.
Cieľom bolo vytvoriť súpera natoľko inteligentného, aby to vyzeralo, že to hrá ako
skúsený hráč. To znamená, že nebude robiť očividne fatálne chyby, hrať s rozvahou, sledovať
prostredie a plánovať aspoň nejaký čas dopredu.
1.3 Stručný obsah kapitol
Táto práca popisuje návrh a implementáciu počítačovej hry využívajúcu umelú inteligenciu.
Hráč bude ovládať jednu postavu, počítač (prípadne druhý hráč) druhú. Úlohou oboch
hráčov hráča je zabiť toho druhého.
V kapitole 2 je popísaná hra z pohľadu hráča. To znamená hracia plocha, druhy terénu,
iné súčasti plochy. Kapitola 3 popisuje niektoré algoritmy použiteľné pri hrách. Kapitola
4 stručne zhŕňa vlastnosti použitých nástrojov. Kapitola 5 sa venuje návrhu aplikácie a




Hra je inšpirovaná sériou Bomberman od štúdia Hudson Soft[2]. Hracia plocha sa skladá z 11
riadkov po 13 stĺpcoch štvorcových buniek. Každá bunka môže mať jeden z nasledujúcich
stavov (V zátvorke sú uvedené kódové názvy, ktoré sa budú používať v ďalšom texte):
• Prázdna prechodná bunka (Clear)
• Zničiteľná neprechodná bunka (Breakable)
• Nezničiteľná neprechodná bunka (Solid)
• Neprechodná bomba (Bombpresent)
• Prechodná bunka, v ktorej práve vybuchuje bomba (Exploding)
• Prechodná bunka, kde sa nachádza oheň (Burning)
• Prechodný stav, keď sa bunka mení z Breakable na Clear (Wallfalling)
• Prechodná zničiteľná bunka, kde vstup na ňu zvýši počet dostupných bômb o jednu
(Extrabomb powerup)
• Prechodná zničiteľná bunka, kde vstup na ňu zvýši dosah výbuchu bômb o jednu
(Extrarange powerup)
• Prechodný stav, keď bunka prechádza z Extrabomb powerup alebo Extrarange powerup
do stavu Clear (Powerup burning)
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Ukážka hracej plochy :
Legenda k obrázku:
1 – Hráč 1.
2 – Bunka typu Clear.
3 – Bunka typu Solid.
4 – Bunka typu Breakable
5 – Bunka typu Extrabomb powerup.
6 – Bunka typu Extrarange powerup.
7 – Bunka typu Bombpresent.
8 – Hráč 2.
Hráčske postavy môžu robiť 5 vecí : Pohnúť sa hore, dole, vľavo, vpravo a položiť bombu.
Každý hráč môže na začiatku položiť maximálne 1 bombu, ktorá má dosah 2 bunky. Každé
položenie zníži počet dostupných bômb o 1, každé vybuchnite bomby daného hráča ho zvýši
o 1. Položenie bomby uvedie bunku, v ktorej sa nachádza hráč do stavu Bombpresent.
Položená bomba 3,5s po položení prejde do stavu Exploding na 50ms, po ktorých bomba
vytvorí oheň všetkými 4 smermi. Oheň sa rozširuje až kým nenarazí na políčko v inom stave
ako Clear a Burning, alebo sa oheň nedostane na vzdialenosť danú dosahom výbuchu
hráča, ktorý hráča položil, v okamihu keď bombu položil. Ak oheň narazí na Breakable,
políčko prejde do stavu Wallfalling na 300ms, po ktorých prejde do stavu Clear. Dotyk
ohňa so Solid, Exploding, Wallfalling alebo Powerup burning zastaví šírenie ohňa.
Dotyk s Bombpresent spustí výbuch danej bomby, nezávisle od toho, koľko ešte času do
výbuchu zostáva.
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Hráč č.1 sa začína v ľavom hornom rohu, hráč č.2 v pravom dolnom. Hráčske postavy
môžu prechádzať cez všetky políčka, ktoré nie sú v staveBreakable, Solid,Bombpresent,
Wallfalling. Keď sa prechádza cez Clear, Powerup burning nič sa nedeje. Exploding a
Burning sú z pohľadu hráča identické – dotyk hráča ho zabije. Rozdiel medzi nimi spočíva
vo vnútornom spracovaní. Prechod cez Extrarange powerup a Extrabomb powerup
zvýši hráčovi dosah výbuchov, resp. zvýši počet položiteľných bomb.
Je možná hra jedného človeka proti počítačom riadenému súperovi, alebo dvaja ľudia
proti sebe. V prípade, že chcú hrať dvaja ľudia proti sebe, majú hráči možnosť vložiť do
hry až 18 neinteligentných nepriateľov. Pri hre proti počítačom riadenému súperovi nie
sú umožnení, lebo už samotný súper je značnou výzvou. Prítomnosť ďalších súperov by
zbytočne zvyšovala už aj tak vysokú náročnosť.
V hre existujú 2 druhy neinteligentných nepriateľov (v ďalšom texte potvory). Jeden
druh dokáže prechádzať len cez políčka rovnaké ako hráč, druhý dokáže prechádzať ešte aj
cez Breakable. potvory sa pohybujú jedným smerom, kým nenarazia na križovatku. Keď
má potvora možnosť si vybrať z viacerých smerov, vyberie náhodne jeden z nich. Otočia sa
jedine v prípade, že sa dostanú do slepej uličky a nemajú kam zabočiť. Keď príde k dotyku
hráča s potvorou, hráč je zabitý.
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Kapitola 3
Algoritmy umelej inteligencie na
hranie hier
Nasledujúca kapitola čerpá z [11]
Pri popise metód hrania hier za pomoci umelej inteligencie sa obmedzím len na hry
s dvoma protihráčmi, ktorí sa po jednotlivých ťahoch pravidelne striedajú. Obaja hráči
majú úplnú informáciu o stave hry, hrajú čestne a chcú zvíťaziť. Problém spočíva v nájdení
ťahu hráča, ktorý je práve na ťahu. Pre tohto hráča bude problém považovaný za riešiteľný,
ak povedie k jeho výhre aspoň jeden z jeho možných ťahov(problém OR). Keďže v ďalšom
ťahu ide súper, musia byť všetky ťahy hráča B riešiteľné pre hráča A(problém AND).
Hľadanie ťahu vedúceho k výhre vedie ku klasickému prehľadávaniu AND/OR grafu. Po
výbere a realizácii ťahu hráča A sa
”
všetko zabudne“, v ďalšom ťahu hrá hráč B, hráč
A vyberá z nového stavu hry. Popísané hry sa dajú deliť na jednoduché hry, zložité hry a
hry s neurčitosťou.
Za jednoduché hry považujeme hry, v ktorých sa dá v reálnom čase prehľadať celý
ich AND/OR graf. Keďže je zrejmé, že stavový priestor u našej hry bude príliš veľký na
kompletné prehľadávanie, nebudeme sa týmito algoritmami zaoberať. Za hry s neurčitosťou
považujeme hry, v ktorých sa nachádza prvok náhodnosti. V našej hre sa nebudeme zaoberať
náhodnými javmi, keďže prítomnosť potvor je umožnená len pri hre dvoch ľudských hráčov
proti sebe, takže tiež pokladáme tieto algoritmy za nepodstatné.
3.1 Algoritmus MiniMax
Základom algoritmu MiniMax je rekurzívna procedúra, nazvime ju tiež MiniMax. Zavolá sa
pre aktuálny stav hry(koreň AND/OR grafu) a hráča A. Táto procedúra vracia ohodnotenie
uzlu pre hráča a pre hráča A aj ťah k uzlu s maximálnym ohodnotením, tj ťah, ktorý je
v danom stave hry pre tohoto hráča najvýhodnejší. Procedúra MiniMax predpokladá, že je
zadaná maximálna hĺbka prehľadávania(počet skúmaných ťahov).
Procedúra MiniMax:
1. Nazvime vstupný uzol uzlom X.
2. Ak je uzol X listom(konečný stav hry, alebo uzol v maximálne hĺbke), vráť ohodnotenie
tohto listu. Inak pokračuj.
3. Ak je na ťahu hráč A, tak postupne pre všetky jeho možné ťahy (bezprostrední nasle-
dovníci uzlu X a hráča B), volaj procedúru MiniMax a vráť maximum z navrátených
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hodnôt (tj. najlepší ťah hráča A). Ak je X koreňovým uzlom, vráť aj ťah, ktorý vedie
k najlepšie ohodnotenému bezprostrednému nasledovníkovi.
4. Ak je na ťahu hráč B, tak postupne pre všetky jeho možné ťahy (bezprostrední nasle-
dovníci uzlu X a hráča A), volaj procedúru MiniMax a vráť minimálnu z navrátených
hodnôt (tj. najhorší ťah z pohľadu hráča A).
Tento algoritmus zbytočne vyšetruje niektoré uzly. Riešenie poskytuje nasledujúci algo-
ritmus.
3.2 Algoritmus AlfaBeta
Vylepšuje predošlý algoritmus tým, že zabraňuje vyšetrovaniu uzlov, ktoré očividne nevedú
k cieľu, zavedením tzv. alfa a beta rezov.
Alfa rezy zabránia zbytočnému vyšetrovaniu ťahov hráča A, beta rezy vyšetrovaniu
ťahov hráča B. V skutočnosti je toto rozdelenie formálne a vyšetrovanie sa zastaví vždy,
keď platí α ≥ β.
Procedúra Alfabeta:
1. Nazvime vstupný uzol uzlom X.
2. Ak je X počiatočný/koreňový uzol, nastav α = −∞, β = ∞ (v praxi sa nastavia
hodnoty týchto premenných na minimálnu a maximálnu možnú hodnotu).
3. Ak je uzol X listom(konečný stav hry, alebo uzol v maximálne hĺbke), ukonči proced-
úru a vráť ohodnotenie tohto listu. Inak pokračuj.
4. Ak je uzol typu AND (na ťahu je hráč B), choď na bod 5, inak pokračuj (uzol je typu
OR, na ťahu je hráč A):
(a) Kým je α < β, tak postupne pre prvý/ďalší ťah (bezprostredného nasledovníka
uzlu X a hráča B) volaj procedúru AlfaBeta s aktuálnymi hodnotami premenných
α a β. Po každom vyšetrenom ťahu nastav hodnotu α na maximum z aktuálnej
a navrátenej hodnoty.
(b) Ukonči procedúru, vráť aktuálnu hodnotu premennej α a pre koreňový uzol vráť
aj ťah, ktorý vedie k najlepšie ohodnotenému bezprostrednému nasledovníkovi.
5. (Uzol je typu AND, na ťahu je hráč B):
(a) Kým je α < β, tak postupne pre prvý/ďalší ťah (bezprostredného nasledovníka
uzlu X a hráča A) volaj procedúru AlfaBeta s aktuálnymi hodnotami premenných
α a β. Po každom vyšetrenom ťahu nastav hodnotu β na minimum z aktuálnej
a navrátenej hodnoty.
(b) Ukonči procedúru, vráť aktuálnu hodnotu premennej α a pre koreňový uzol vráť
aj ťah, ktorý vedie k najlepšie ohodnotenému bezprostrednému nasledovníkovi.
3.2.1 Použiteľné princípy pre našu hru
Predošlé algoritmy, prípadne ich varianty, budú tvoriť základ našej hry. Prvoradé bude určiť
kritériá, ktoré sa budú vyhodnocovať. Po ich určení sa môže riešiť spôsob ich ohodnotenia.




Qt [4] je toolkit (sada nástrojov určená pre tvorbu užívateľského rozhrania) založený na
C++. Každá komponenta je dostupná ako trieda, ktorá má niekoľko metód na vykonávanie
bežných operácií. Hoci niektorí vývojári uplatňujú procedurálne programovanie pri grafic-
kých aplikáciach, podstata OOP nachádza lepšie uplatnenie pri programovaní GUI, keďže
dedičnosť je dôležitá pri jej vývoji. Napríklad majme koncept tlačítka, a potom majme špe-
cifické typy tlačítok (push, radio, toolbar, apod). V Qt napríklad všeobecná trieda QButton
je zdedená špecifickejšou triedu QPushButton. Toto dáva vývojárovi funkcionalitu, ktorú
môže potrebovať pri tom konkrétnom prvku, ako aj funkcionalitu nižšej úrovne, ktorú zde-
dil. Toto je veľmi flexibilná technika a v Qt je dobre naimplementovaná.
Vývojári u toolkitov často používajú triedy so širokou funkcionalitou, z ktorej sa využíva
len malá časť. Výsledkom je len zbytočný nárast preloženého súboru. V Qt rozdiel spočíva
v tom, že každá trieda má svoje špecifické uplatnenie. Napríklad trieda QMainWindow po-
skytuje funkcionalitu pre typické kancelárske aplikácie s menu, toolbarmi a hlavnou plochou.
Hoci je táto trieda vhodná na takéto prípady, je to zbytočne prehnané pri jednoduchých
oknách, ktoré až toľko funkcionality nepotrebujú. Keby sme napríklad chceli jednoduché
okienko s jedným riadkom, do ktorého len vložíme heslo, trieda QDialog by bola omnoho
vhodnejšia.
Jednou z najzaujímavejších vymožeností Qt je spôsob akým sa spracúva interakcia medzi
užívateľom a užívateľským rozhraním. V mnohých toolkitoch sa používajú udalosti, správy,
call back funkcie atď., kde konkrétny prvok spustí nejakú udalosť, keď užívateľ niečo spraví.
Je na práci programátora, aby túto udalosť nejakým spôsobom zachytil a spracoval. Troll-
tech (v súčasnosti Qt Development Frameworks [4] ) tento systém upravil podľa svojho.
Výsledkom je riešenie nazvané Signály a sloty. Podstatou je, že každá trieda má niekoľko
preddefinovaných signálov, ktoré sú vyslané pri nejakej udalosti (napr. kliknutie na nejaké
tlačítko).
Napríklad trieda QPushButton, ktorá vytvorí jednoduché tlačítko(ako napríklad OK,
alebo Zrušiť v dialógovom okne), má signál clicked(), ktorý sa vyšle, keď niekto klikne na
dané na tlačítko. Tento signál môže byť prepojený so slotom, ktorý je akákoľvek bežná
metóda triedy. Pomocou tohto systému sa dá jednoducho prepojiť akákoľvek funkcia s in-
terakciou od užívateľa. Postačí k tomu jediný riadok kódu.
Tento toolkit sa javí ako vhodný pre náš projekt. Qt umožňuje vytvárať prenostiľený
kód, takže výsledná aplikácia je preložiteľná na väčšine platforiem. Spracovanie užíva-
teľského vstupu je pomerne jednoduchá záležitosť, keď použijeme signály. Prepojíme klá-
vesnicu s každou potrebnou časťou programu. Na zobrazovanie grafiky sa môže použiť




5.1 Herná slučka(Game loop)
Nasledujúca podkapitola čerpá z [10].
Základom každej hry je herná slučka, ktorá sa skladá z načítania vstupov od užíva-
teľa, aktualizácie sveta a následného vykreslenia. Slučka v najjednoduchšej forme vyzerá
nasledovne:




Nevýhodou tohoto riešenia je, že neberie do úvahy rýchlosť vykonávania. Na rýchlejšom
počítači sa vykonáva častejšie, na pomalšom menej často. Existuje niekoľko alternatív,
ktoré si v nasledujúcom texte rozoberieme.
5.1.1 FPS závislá na konštantnej hernej rýchlosti
Jednoduché riešenie, kde sa hra nechá bežať pri stálej rýchlosti. Pre 25 FPS (frames per
second, počet snímkov za sekundu) by mohol kód vyzerať nasledovne:
const int FRAMES PER SECOND = 25;
const int SKIP TICKS = 1000 / FRAMES PER SECOND;
DWORD next game tick = GetTickCount();
int sleep time = 0;
while( game is running) {
update game();
display game();
next game tick += SKIP TICKS;
sleep time = next game tick - GetTickCount();
if( sleep time ≥ 0 ) {







Výhodou tohoto riešenia je jednoduchosť. Keďže vieme, že naša hra pobeží pri 25 snímkoch
za sekundu, môžme si časť kódovania zjednodušiť.
Ak je hardware pomalší, ale zvláda zadefinovaný počet FPS, nemáme problém. Ale
akonáhle to hardware nestíha, začnú problémy. Hra pobeží pomalšie. V najhoršom prípade,
ak rýchlosť kolíše, stáva sa hra nehrateľnou.
Na rýchlom hardware hra nemá problém, ale zbytočne plytvá prostriedkami, lebo je
zbytočne obmedzená pevnou hodnotou FPS, keď by v skutočnosti mohla zvládať aj omnoho
vyššie hodnoty.
5.1.2 Rýchlosť hry závislá od premenlivého FPS
Ďalšia možnosť implementácie je nechať hru bežať tak rýchlo ako sa len dá a nechať FPS
diktovať rýchlosť hry. Hra je aktualizovaná časovým rozdielom medzi terajškom a časom
predošlého vykreslenia.
DWORD prev frame tick;
DWORD curr frame tick = GetTickCount();
bool game is running = true;
while( game is running ) {
prev frame tick = curr frame tick;
curr frame tick = GetTickCount();
update game( curr frame tick - prev frame tick );
display game();
}
Na prvý pohľad vypadá, že toto je ideálnym riešením nášho problému. Môžu sa však vy-
skytnúť veľmi vážne problémy na rýchlych alebo pomalých počítačoch.
Na pomalom hardware môže vznikať oneskorenie v okamihoch, keď hra potrebuje veľa
procesorového času, napríklad musí vykresľovať veľa polygónov. Nižšia zobrazovacia frek-
vencia spôsobí oneskorené reakcie na vstupy od užívateľa, ako aj spomalené reakcie AI. To
spôsobí, že úkony, ktoré by pri normálnom FPS boli jednoduché, sa môžu pri nižšom stať
náročnými až nemožnými.
Pri rýchlom hardware spôsobuje problémy zaokrúhľovanie desatinných čísiel. Majme
napríklad kód:
double get distance (double fps){
double skip ticks = 1000 / fps;
double distance = 0.0;
double speed per tick = 0.001;
while (total ticks < 10000){
distance += speed per tick * skip ticks;




V prípade, že zavoláme get distance( 40 ), dostaneme výsledok 10.000000000000075.
Vidíme, že sme nedostali výsledok 10.0, ako by sme očakávali.
V prípade, že zavoláme get distance( 100 ), dostaneme výsledok 9.9999999999998312.
Rozdiel medzi očakávaným a získaným výsledkom je ešte väčší ako v predošlom príklade.
Na prvý pohľad sa môže zdať, že takéto drobné odchýlky sú zanedbateľné. Môže to však
spôsobiť vážne problémy, ak by sme s tmito nesprávnymi hodnotami počítali ďalej.
5.1.3 Konštantná rýchlosť hry s maximálnym FPS
Prvé riešenie, FPS závislá na konštantnej hernej rýchlosti, malo problém s pomalým hard-
ware. Rýchlosť hry, ako aj rýchlosť vykresľovania, klesnú. Možným riešením by mohlo byť
nechať hru obnovovať pri stálej rýchlosti, ale znížiť frekvenciu vykresľovania.
Príklad implementácie:
const int TICKS PER SECOND = 50;
const int SKIP TICKS = 1000 / TICKS PER SECOND;
const int MAX FRAMESKIP = 10;
DWORD next game tick = GetTickCount();
int loops;
while( game is running ) {
loops = 0;
while( GetTickCount() > next game tick && loops < MAX FRAMESKIP) {
update game();





Hra je aktualizovaná 50 krát za sekundu, vykresľovanie prebieha tak často ako to je
možné. Ak sa podarí vykresľovať častejšie ako 50 krát za sekundu, budú niektoré snímky
rovnaké, takže v reálna frekvencia zobrazovania bude len 50 FPS. Ak hardware nebude
stíhať 50 vykreslení za sekundu, môže frekvencia vykresľovania klesať, kým nedosiahne
premenná loop hodnotu MAX FRAMESKIP. Potom sa začne hra reálne spomaľovať.
Na pomalom hardware bude FPS klesať, ale hrá má šancu bežať pri normálnej rýchlosti.
Ak hardware napriek tomu nestíha, bude hra bežať pomaly a vykresľovanie bude trhané.
Na rýchlom hardware hra nebude mať problém, ale rovnako ako pri prvom riešení,
zbytočne sa mrhá procesorovým časom, ktorý by sa mohol využívať na vykresľovanie vy-
ššieho počtu snímkov. Je veľmi dôležité nájsť kompromis medzi častým vykresľovaním a
možnosťou rozbehania hry na pomalom hardware.
5.1.4 Konštantná rýchlosť hry nezávislá od premennej FPS
Na rýchlom hardware nemusíme aktualizovať stav hry 60 krát za sekundu. Vstup od uží-
vateľa, AI a aktualizáciu hry stačí spracovať napríklad 25 krát za sekundu. Preto budeme
volať update game() presne 25 krát za sekundu. Vykresľovanie bude prebiehať tak často ako
to je možné. Nízke FPS by však nemalo brániť aktualizácii hry. K tomu poslúži nasledujúca
slučka:
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const int TICKS PER SECOND = 25;
const int SKIP TICKS = 1000 / TICKS PER SECOND;
const int MAX FRAMESKIP = 5;
DWORD next game tick = GetTickCount();
int loops;
float interpolation;
bool game is running = true;
while( game is running ) {
loops = 0;
while( GetTickCount() > next game tick && loops < MAX FRAMESKIP) {
update game();
next game tick += SKIP TICKS;
loops++;
}
interpolation = float( GetTickCount() + SKIP TICKS - next game tick )
/ float( SKIP TICKS );
display game( interpolation );
}
Týmto spôsobom zostáva implementácia update game() jednoduchá. Bohužiaľ display game()
sa stáva komplexnejšia. Je treba implementovať funkciu, ktorá ako argument berie interpo-
láciu.
Interpoláciu potrebujeme kvôli plynulému pohybu rýchlo sa pohybujúcich objektov
medzi snímkami. Keď sa nám svet aktualizuje 25 krát za sekundu, nové snímky sa nám
zobrazujú rovnakou rýchlosťou. Hoci 25 FPS postačuje pre vizuálne uspokojivý zážitok (po-
znamenajme, že filmy majú 24 snímkov za sekundu), častejšie zobrazovanie nám umožní
plynulejší obraz.
Hra beží svojou vlastnou rýchlosťou, takže je možné, že keď sa prekresluje obraz, nachá-
dza sa hra medzi 2 hernými okamihmi. Môže sa stať napríklad, že prebehla 10. aktualizácia
sveta a teraz sa chystáme prekresliť svet. Čas sa môže nachádzať napríklad v stave 10.3.
Hodnota interpolácie bude 0.3.
Majme objekt, ktorého poloha sa počíta ako
position = position + speed;
Ak je poloha pri 10. stave sveta 500 a rýchlosť je 100, bude v 11. stave poloha 600.
Keďže chceme vykresliť aj stav medzi týmito intervalmi, budeme musieť funkciu upraviť
na:
view position = position + (speed * interpolation)
Pri hodnote interpolácie 0.3 dostaneme objekt na polohe 530.
Prípadné kolízie, alebo podobné veci sa skontrolujú vo funkcii update game(). Je možné,
že svet bude kvôli interpolácii chvíľku v
”
chybnom“ stave, ale trvanie toho stavu nebude
okom viditeľné.
Na pomalom hardware potrvá update game() omnoho menej času ako display game().
V skutočnosti môžme predpokladať, že aj na pomalom hardware je update game() schopný
sa vykonať 25 krát za sekundu. To nám umožní kontrolovať vstupy a aktualizovať svet bez
problémov, hoci sa nám obrazovka prekresluje napríklad len 10 krát za sekundu.
Na rýchlom hardware pobeží hra pri konštantnej rýchlosti 25 krát za sekundu, ale ob-
razovka sa bude prekresľovať omnoho častejšie. Interpolácia vytvorí vizuálny dojem, že hra
beží pri veľmi vysokom FPS.
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5.2 Návrh užívateľského rozhrania
užívateľské rozhranie bude veľmi minimalistické. Bude obsahovať len hraciu plochu, ktorá
bude celá vykresľovaná pomocou OpenGL [9]. Všetky prvky budú reprezentované štvorcami.
Všetky bunky budú potiahnuté statickými textúrami. Hráčske postavy a potvory budú
tiež potiahnuté textúrami, ale použije sa technika maskovania textúr, čo znamená, že sa
z každej textúry zoberie len tá časť, ktorá sa zhoduje s maskou textúry.[3] Výsledkom toho
bude to, že časť štvorca z textúry postavy bude priesvitná, teda bude vidno plochu pod
ňou. Zobrazenie bude ortografické, lebo pre nás nie je dôležitý efekt perspektívy, ale aby
sme videli celú plochu pod rovnakým uhlom. Potvory a hráčske postavy budú mať z-ovú
súradnicu bližšie ku kamere, aby sa zabezpečilo, že sa nezakryjú bunkou hracej plochy.
Kamera bude stacionárna, takže na hraciu plochu bude vždy pohľad z vtáčej perspektívy.
5.3 Návrh riadenia potvor
Potvory nebudú vedieť o polohách jednotlivých prvkov hracej plochy nič, akurát to, či sa
môžu pohnúť smerom, ktorým by chceli. To znamená, že nesledujú kde sa nachádzajú hráči,
kde sa nachádzajú bomby, atď. Vždy keď sa potvora dostane do stredu bunky, skontrolujú
sa všetky strany, ktorými sa môžu vydať. Prechodnosť jednotlivých druhov buniek bude
zadefinovaná individuálne pre každý typ potvor. Keď sa potvora dostane do stredu na
bunky, bude sa rozhodovať nasledujúcmi pravidlami:
1. Potvora sa snaží neotočiť sa v smere pohybu o 180◦ za každú cenu.
2. Ak má na výber medzi cestou ktorou sa do bunky dostal a len jedným iným možným
smerom, vyberie si ten jeden smer.
3. Ak má okrem cesty, ktorou sa do bunky dostal, na výber z 2 alebo 3 možných trás,
vyberie si náhodne jednu z tých 2, resp. 3, kde má každá trasa rovnakú šancu byť
vybratou.
4. Ak sa môže len otočiť, otočí sa.
5. Ak sa nejakým spôsobom zatarasia všetky jeho cesty, zostane stáť.
Ak nastane situácia, že potvora vchádza na nejakú bunku a bunka sa počas jeho pohybu
zatarasí, otočí sa smerom, odkiaľ prichádzala.
5.4 Návrh počítačom riadeného protivníka
Súper sa bude snažiť hrať čo najpodobnejšie ľudskému hráčovi. Keď hru hrá človek, je jeho
prvoradou úlohou nenechať sa zabiť potvorou alebo bombou. To znamená, že AI musí mať
prehľad o tom, kde sa nachádzajú bomby. Výsledkom toho bude, že nebude prechádzať cez
bunky, kde prejde potvora, alebo kde vybuchne bomba skôr ako sa mu podarí z políčka
dostať. Okrem toho sa musí postarať o to, aby nepoložil bombu tak, že po jej položení
nebude mať miesto, kde bude v bezpečí.
Úlohou oboch hráčov je poraziť súpera tým, že zhorí výbuchom bomby (nezávisle od
majiteľa bomby). Bude treba sledovať kam sa súper v najbližšej dobe dostane. Čím skôr sa
bomba položí, tým väčšia šanca, že bude súper pri výbuchu bližšie k miestu, kde sa nachádza
teraz. Čím neskôr, tým je pravdepodobnosť toho, že zostane na aktuálnom mieste, nižšia.
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Čím má daná postava viac pozbieraných vylepšení, tým má lepšie možnosti vyhrať.
Je teda potrebné dvíhať čo najviac vylepšení a čo najmenej ich zničiť bombami. Aby ich
mal hráč čo najväčšiu šancu pozbierať, musí zničiť čo najviac stien, keďže sa vylepšenia
môžu nachádzať práve v nich. Keď si hráč nie je istý kam položiť bombu, obvykle sa oplatí
položiť ju tak, aby zasiahol čo najviac prázdnych buniek. Takto má najväčšiu šancu, že
aspoň ohrozí súpera. Keď už sa už naozaj nevie rozhodnúť, že ktorý ťah je najvhodnejší, je
treba vybrať ten, ktorý sa podarí vykonať najskôr.







Vektory sa budú porovnávať po zložkách. Súper s AI vyberie ten s najvyšším ohodnotením.
Súper s umelou inteligenciou bude vždy skúmať voľne bunky na blízkom okolí. Ak na
bunku bude môcť bezpečne vstúpiť, vždy skontroluje, aké následky bude mať položenie
bomby. Položenie bomby bude skúšať vždy len za predpokladu, že sa bude dať položiť
(bunka bude prázdna a bude mať ešte nejaké voľné bomby).
5.4.1 Bezpečnosť
Prvým parametrom, ktorý sa bude zisťovať bude bezpečnosť. K tomu poslúži kalendár
výbuchov. Bude obsahovať všetky položené bomby s časmi výbuchov, ako aj zoznam všet-
kých buniek, ktoré budú zasiahnuté výbuchom. Bude zachytávať aj vlastnosť, že sa bomby
odpaľujú navzájom, teda bude nastavovať reálny časy výbuchov, berúc do úvahy všetky
časové faktory (ako dlho trvá, kým bomba začne vybuchovať; ako dlho trvá, kým bomba
vybuchuje; ako dlho trvá, kým horí). Bude sledovať aj všetky zmeny v teréne (pre prípad, že
sa zruší nejaká stena a 2 bomby sa navzájom budú odpaľovať). Takisto sa bude upravovať
celý zoznam tak, aby boli časy výbuchov vždy konzistentné, nech sa bomba položí kam-
koľvek. Dôležité bude vedieť odstraňovať záznamy z kalendára, lebo ho budeme neustále
upravovať pri skúmaní jednotlivých ohodnotení uzlov stavového priestoru.
Vždy sa bude kontrolovať bezpečnosť danej bunky v časovom okamihu, kedy sa tam
hráč s AI dostane (aby nevstúpil na bunku, ktorá začne horieť skôr ako z nej odíde). Okrem
toho sa bude kontrolovať to, či je bezpečné položiť bombu v danej bunke (aby mal po
položení bomby dostatok času utiecť do bezpečia).
5.4.2 Ohrozenie súpera
Ohrozenie súpera je ďalší faktor, ktorý sa musí brať do úvahy, keď chceme položiť bombu.
Keďže nevieme, kam presne sa súper pohne, musíme vychádzať z toho, že sa každým smerom
môže pohnúť rovnakou pravdepobnosťou, ako aj to, že sa v danom okamihu nemusí pohnúť
vôbec. Budeme predpokladať, že sa súper pohybuje náhodne, teda každej z týchto možností
sa pripíše rovnaká pravdepobnosť. Budú sa brať do úvahy len smery pohybu, ktoré sú možné,
takže budeme ignorovať možnosti, ktoré sú zablokované neprechodnými bunkami.
Vytvorí sa mapa, ktorá bude obsahovať všetky bunky, kde sa môže súper v danom ča-
sovom okamihu nachádzať, s uloženou pravdepobnosťou ako sa tam hráč bude nachádzať.
Každá úroveň bude obsahovať viac uzlov ako predošlá (za predpokladu, že budú vždy nové
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miesta, kde sa bude môcť nachádzať, tj. nebude žiadnym spôsobom zatarasený). Pravde-
podobnosti výskytov sa budú neustále deliť počtom smerov, kam sa môže hráč vydať. Ak
bude mať 3 možné smery na začiatku, bude mať v čase 1 každý uzol 33 % šancu, že sa tam
bude vyskytovať. Ak z niektorého z týchto uzlov budú 4 možné smery, do každého z 4 uzlov
z nasledujúcej úrovne mapy sa zapíše pravdepobnosť 8,25 %. Keď bude viac uzlov vyššej
úrovne vchádzať do uzla nižšej úrovne, pravdepobnosti výskytov sa sčítajú.
Na základe tejto mapy bude možné určiť šancu ohrozenia súpera jednoduchým sčítaním
pravdepodobností každej bunky, cez ktorú prejde výbuch položenej bomby v danom čase.
Čím sa bomba skôr bude dať položiť, tým skoršiu úroveň stromu bude AI sledovať.
5.4.3 Vylepšenia
Keďže zvolený algoritmus pre vyhodnocovanie bude v podstate strom, so zachytenou každou
možnosťou akcie hráča a ich dôsledkami, bude v prvej verzii, pre jednoduchosť, ignorovať
súper s AI zbieranie vylepšení. Bude sa ich snažiť nezničiť (čo sa skontroluje jednoducho
tak, že sa pozrie, či výbuch práve položenej bomby neprejde cez nejaké vylepšenie), ale
cielene ich dvíhať nebude. Ak ich zdvihne, bude to len preto, lebo ostatné faktory danú
bunku vyhodnotili ako vhodný smer pohybu.
5.4.4 Ohrozené steny, zapálené bunky a čas
Pre ohrozené steny a zapálené bunky sa len pozrie dosah položenej bomby a spočíta sa
koľko prázdnych buniek bude po výbuchu horieť a na koľkých smeroch bude oheň zastavený





Jazyk pre implementáciu som zvolil C++ s QT Toolkitom [4]. Na zobrazenie sa používa
OpenGL modul QT [5].
6.1 Rozhranie
6.1.1 Herná slučka
Keďže hra má nízke nároky na vykresľovanie, ktoré spočíva len v nakreslení niekoľkých
štvorcov s textúrou, rozhodol som sa pre alternatívu, ktorá je veľmi podobná riešeniu FPS
závislá na konštantnej hernej rýchlosti (viď kapitola 5.1.1). Rozdiel je ten, že program
nespotrebúva všetky možné prostriedky v čase, keď nemá čo aktualizovať. To som dosiahol
pomocou signálov z QT Toolkitu [6].
QT je systém založený na udalostiach. Udalosť, ktorou sa aktivuje aktualizácia a vykre-
sľovanie hry je vypršanie časovača. Toto má za následok to, že každých 20 ms sa zavolajú
funkcie na aktualizáciu a vykreslenie a po skončení je program v podstate nečinný až do
ďalšieho vypršania časovača. Vďaka tomuto je hra veľmi nenáročná na hardware, najmä ak
je vypnutá umelá inteligencia súpera.
Aby som mal neustálu záruku správneho merania uplynulého času, vytvorím ďalšie
vlákno programu, ktorého jedinou úlohou bude meranie času. Jeho podstatou je jedna
nekonečná slučka, ktorá obsahuje vyslanie signálu na vykreslenie a spracovanie užívateľského
vstupu a uspanie na 20 ms.
Prekreslenie každých 20 ms znamená, že sa obrazovka prekresluje 50 krát za sekundu,
vstup z klávesnice sa kontroluje rovnako často.
6.1.2 užívateľský vstup
Hra reaguje na vstupy z klávesnice. Na zachytávanie klávesnice sa používa QT API. Hráč
môže ovládať postavu 5 klávesami : 4 klávesy slúžia na pohyb hore, dole, vľavo, vpravo a
piata slúži na položenie bomby. Vstup z ostatných kláves sa ignoruje.
Hráčska postava má buffer na 2 pohybové klávesy a 1 na určenie, či bola stlačená klávesa
na položenie bomby. Buffer na pohyb funguje nasledovne:
• Pri stlačení prvej pohybovej klávesy sa nastaví v prvej položke bufferu hodnota na
kód stlačenej klávesy
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• Keď sa klávesa uvoľní, na položke 1 sa nastaví hodnota položky 2. Položka 2 sa nastaví
na prázdnu. Ak bola položka 2 prázdna, bude celý buffer prázdny.
• Položka 2 v bufferi na naplní vtedy, ak sa drží klávesa na pohyb jedným smerom a bez
toho aby sa pustila, sa stlačí ďalšia klávesa na pohyb iným smerom.
• Ak sa pustí klávesa, ktorá nastavila položku 2, vyprázdni sa táto položka, ale na
pohyb to nemá vplyv
Buffer na stlačenie bomby reaguje len na reálne stlačenie klávesy, tj. nereaguje na opa-
kované príkazy vyvolané autorepeatom, keď sa klávesa podrží.
Vstup je ukladaný asynchrónne pomocou QT signálov. K jeho spracovaniu v rámci hry
dochádza na začiatku cyklu hernej slučky. Nevýhodou tohoto riešenia je citlivosť hry na
okamih, keď bola klávesa stlačená. Ak sa klávesa stlačí tesne pred začiatkom a tesne po
začiatku hernej slučky, bude pravdepodobne výsledok odlišný. V prípade, že sa stlačí pred
začiatkom cyklu, je istá pravdepodobnosť, že sa počas toho, ako bude klávesa stlačená,
vykoná cyklus 2 krát. Toto nastáva v nasledujúcom prípade: užívateľ stlačí klávesu pred
ukončením prvého cyklu. Do bufferu sa zapíše stlačenie (ktoré sa na konci cyklu spracuje).
Ak však nestihne pustiť klávesu skôr, ako aktuálny cyklus skončí, zapíše sa do bufferu
stlačená klávesa aj druhý krát. To má za následok problematické ovládanie, keď postavou
chceme pohnúť len o jedno krok. Toto by sa v nejakej ďalšej verzii dalo vyriešiť nezávislým
meraním časov vstupu u každého hráča.
6.1.3 Zobrazenie
Ako som už spomenul, na zobrazenie sa používa OpenGL. Všetky súradnice sú desatinné,
takže pri pohybe treba dávať pozor na chyby spôsobené zaokrúhľovaním.
Hracia plocha sa celá zmestí na obrazovku, teda nie je potreba akokoľvek hýbať kamerou.
Použil som ortografické zobrazenie, lebo nie je žiaduci efekt perspektívy. Všetky objekty
sú štvorcového tvaru a ich zobrazenie len vo vykreslení štvorca potiahnutého textúrou.
V prípade buniek typu som použil verejne dostupné textúry, potvory a hráčske postavy sú
vlastná tvorba. Pohyblivé postavy majú z-ovú súradnicu bližšie ku kamere ako bunky, aby
nemohlo nastať to, že bunka zakrýva hráča alebo potvoru.
6.1.4 Meranie času
Na meranie času sa používa dedikované vlákno, ktoré zaručuje správnosť časovania. V kaž-
dom cykle hernej slučky sa v každom relevantnom prvku (tj. bunky hracej plochy a kalendár
výbuchov) aktualizuje čas. Vďaka tomuto je hra teoreticky hrateľná aj na hardware, ktorý
nezvláda vykresľovať 50 snímkov za sekundu. Hra by na ňom bola celá pomalšia, avšak
stále hrateľná.
6.1.5 Terén
Terén sa skladá z buniek, ktoré spolu vytvárajú sieť. Namiesto toho, aby boli uložené
v globálnom dvojrozmernom poli, každá bunka obsahuje ukazatele na susedné bunky. Svoju
x-ovú a y-ovú súradnicu na hracej ploche si ukladajú pre prípad, že by ich nejaká iná časť
systému potrebovala. Bunky majú zoznam prítomných potvor a hráčov. Ak sa stred nejakej
potvory alebo hráča nachádza vnútri hraníc bunky, považuje sa daná potvora, resp hráč za
prítomného, pridá sa do zoznamu na aktuálnej bunke a zruší sa zo zoznamu predošlej.
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Každá bunka má svoj vlastný časovač, ktorý sa aktivuje, keď sa položí bomba alebo
začne padať stena, prípadne horieť vylepšenie. Keď prejde do stavu Bombpresent, spustí
sa odpočítavanie 3500 ms, po ktorých bunka prejde do stavu Exploding. Vtedy sa znovu
spustí časovač s cieľovým časom 50 ms. Po vypršaní časovača prechádza bunka do stavu
Burning. Tento stav sa snaží nastaviť aj bunkám, ktoré sú vo dosahu. Každá bunka skon-
troluje, či sa na nej nachádza hráč alebo potvora. Každá nájdená bytosť zhorí. Tento stav
trvá 250 ms.
Okrem toho sa kontroluje či sa okraje niektorej bytosti nenachádzajú v rámci ohňa.
Bunky ktoré sú vľavo a vpravo od miesta výbuchu kontrolujú len bunky nad a pod miestom
horenia, s výnimkou prípadu, že oheň v smere šírenia nie je zastavený nejakou prekážkou.
Vtedy sa kontroluje ešte aj bunka tesne za poslednou, ktorá horela.
Obdobne to prebieha aj u tých, ktoré sa nachádzajú nad a pod miestom výbuchu.
Kontrolujú sa bunky vľavo a vpravo a ak prebehne celé horenie v danom smere, tak sa
kontroluje aj bunka nasledujúca.
Teoreticky by bolo možné, aby každá bunka kontrolovala vo všetkých 4 smeroch, ale to
by bolo zbytočné, lebo oheň sa z jedného smeru šíri, čiže kontroly už boli vykonané, alebo
sa tým smerom šíriť bude, teda kontrola sa vykoná aj tak.
Keď bunke skončí doba, ktorú sa má nachádzať v stave Wallfalling, a bol nastavený
príznak, ktorý určoval, či po padnutí steny má zostať vylepšenie, prejde bunka do stavu
Extrarange powerup, resp. Extrabomb powerup. Ak je bunka v jednom s predošlých
2 stavov a prejde po nej hráč, nastaví sa bunka na Clear.
6.1.6 Náhodnosť
Pri resete hracej plochy sa vždy zavolá funkcia qsrand() na vygenerovanie prvej hodnoty ge-
nerátora pseudonáhodných čísiel. Vstupom je počet sekúnd od polnoci. Teda ak resetujeme
hraciu plochu viackrát za sekundu, dostaneme identickú plochu.
Náhodné čísla sa používajú pri generovaní hracej plochy a pri rozhodovaní sa potvor,
ktorým smerom sa majú vydať.
6.1.7 Generovanie terénu
Terén je vygenerovaný rovnomerne, teda je malá pravdepodobnosť, že sa nastavia všetky
bunky na Breakable len na jednom danom mieste a inde bude voľno. Pri tvorbe hracej
plochy sú potrebné 4 premenné :
• Koľko je celkovo buniek, kde sa môže nastaviť terén.
• Koľko buniek má byť Breakable.
• Koľko buniek má obsahovať Extrabomb powerup.
• Koľko buniek má obsahovať Extrarange powerup.
Uplatňujú sa 2 pravidlá :
• Každá druhá bunka každého druhého riadku je typu Solid.
• Bunky v úplných rohoch a ich 2 najsusednejšie bunky sú vždy typu Clear.
Funkcia na určovanie, či sa bunka má nastaviť na Breakable alebo nie:
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for (každá bunka) {
if (na bunku sa nevzťahuje ani jedno z uvedených 2 pravidiel){
if (koľko breakable sa ešte má nastaviť > qrand() mod (koľko buniek ešte zostáva nastaviť)){
nastav bunku na breakable();
koľko breakable sa ešte má nastaviť–;
}
koľko buniek ešte zostáva nastaviť–;
}
}
Keď sa bunka nastaví naBreakable, treba ešte určiť, či sa má nastaviť nejaké vylepšenie
pri zničení steny, alebo nie. Pravdepodobnosť je aj v tomto prípade lineárna. Funkcia na
určenie, či sa má nastaviť nejaké vylepšenie alebo nie:
if (zostáva range powerup > qrand () mod koľko breakable sa ešte má nastaviť){
nastav bunke príznak na Extrarange powerup;
zostáva range powerup–;
}
else if (zostáva bomb powerup > qrand () mod koľko breakable sa ešte má nastaviť){




Ako som už niekoľkokrát spomenul, hráč môže vykonávať 5 činností : pohyb hore, dole,
doľava, doprava a položiť bombu. Najprv sa venujme pohybu postavy.
Postava sa môže pohybovať len vo vodorovnom alebo zvislom smere. Nie je možný iný
smer pohybu. Každá bunka na hracej ploche vie, či sa na nej nejaká postava nachádza. Ak
sa hráč chce pohnúť ktorýmkoľvek smerom, musí byť poloha jeho stredu na osi kolmej voči
pohybu rovnaká ako je stred políčka, na ktorom sa nachádza. Inými slovami, ak sa chce
pohnúť vodorovne, musí byť jeho y-ová súradnica stredu zhodná s y-ovou súradnicou stredu
bunky, na ktorom sa nachádza. V prípade, že sa chce pohnúť zvislo, musí byť jeho x-ová
súradnica vycentrovaná.
Ak sa hráč nachádza v strede bunky a chce sa pohnúť niektorým smerom, skontroluje
sa prechodnosť terénu. Ak je terén typu Breakable, Wallfalling, Bombpresent alebo
Solid , ne je pohyb možný. V opačnom prípade sa postavou pohne, a ak nabehne do políčka
typu Burning alebo Exploding, zhorí.
Ak sa postava nenachádza v strede a chce sa k nemu pohnúť, nevykonávajú sa kontroly
prechodu, lebo sa predpokladá, že ak sa postava už na bunke nachádza, je prechodná.
Ak sa hráč chce pohnúť smerom, pre ktorý jeho os nie je vycentrovaná, skontroluje sa, či
je vôbec možné prejsť do tej bunky. Ak áno, zistí sa vzdialenosť postavy od stredu. Ak je ten
rozdiel veľmi malý v porovnaní so vzdialenosťou, ktorú prejde jedným krokom, predpokladá
sa, že je ten rozdiel spôsobený zaokrúhľovaním desatinných čísiel. V tomto prípade sa len
vycentruje poloha a pohne sa zadaným smerom. V opačnom prípade sa postavou pohne
nie v smere zadaného pohybu, ale tak, aby sa priblížil ku stredu bunky. Toto vyvoláva
plynulejší dojem z pohybu a hlavne zamedzuje nutnosti presne ručne vycentrovať postavu.
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6.1.9 Potvory
Naimplementoval som 2 druhy potvor. Ich pracovné názvy sú Greenblob a Ghostblob. Rozdiel
medzi nimi je ten, že Ghostblob neprejde cez políčka Bombpresent a Solid, Greenblob
okrem toho neprejde ani cez Breakable a Wallfalling.
Defaultný smer pohybu nie je žiadny. V tom prípade sa prezrú všetky 4 smery a vyberie
sa jeden z nich. Pohyb a výber smeru funguje ako som opísal v časti 5.4.
6.1.10 Interakcia hráča s potvorami
Pri dotyku hráča s potvorou hráč umrie. Je tu však problém ako kontrolovať dotyk hráča
s potvorou. Keďže dotyk hráča akoukoľvek plochou s potvorou má byť smrteľný, nestačí
kontrolovať len bunku, na ktorej sa potvora a hráč nachádza a susedné na bunky vo štvoro-
kolí, ale treba prezerať celé osemokolie. Smrť má nastať pri dotyku. Dotyk môže nastať len
pri pohybe potvory alebo hráča. Treba teda určiť u koho sa bude počas pohybu kontrolovať
dotyk.
Ako vhodnou alternatívou sa môže zdať možnosť, kde budeme pozerať osemokolie u po-
tvor. Čím menej potvor bude živých, tým menej bude kontrol na dotyk, teda keď už žiadna
potvora nebude, nebudú sa vykonávať žiadne kontroly. Má to však jeden háčik. Keď sa
potvora zatarasí do jednej bunky, kde nemá možnosť pohybu, môže hráč vbehnúť na po-
líčko s potvorou a nič sa mu nestane. Síce s najvyššou pravdepodobnosťou ho potom zabije
bomba, napriek tomu to nie je úplne správne riešenie.
Keby sme použili kontrolu u hráčov, kontrolovalo by sa zbytočne okolie hráčov, aj keby
už žiadna potvora nežila. Okrem toho by stačilo prestať sa hýbať, keby sa blížila potvora,
aby postava prežila. Keďže potvora by nekontrolovala svoje okolie, nenašla by nič a u hráča
sa okolie kontroluje len pri pohybe.
Kvôli týmto nedostatkom bolo treba vytvoriť zmysluplnú alternatívu. Fungovalo by to
bez problémov, keby sa kontrolovalo osemokolie u hráčov aj u potvor, bola by to však
zbytočná záťaž. Miesto toho sa u oboch kontroluje len bunka na ktorej sa nachádza, bunka
do ktorej vchádza a bunky vedľa bunky, do ktorej sa vchádza, ktoré sú kolmé na smer
pohybu.
Dotyk sa teda kontroluje u potvor aj u hráčov. Pohyb hráča a pohyb potvor neprebieha
simultánne, ale tesne po sebe. To znamená, že treba dávať pozor na to, aby nenastala
situácia, že sa pohne hráč, vyhodnotí sa, že došlo k dotyku s potvorou, zabije sa hráč,
potom sa pohne potvora, k dotyku už nedochádza a potom sa vykreslí. Výsledný efekt
by bol ten, že sa hráč chce pohnúť, umrie a potvora sa bude nachádzať príliš ďaleko, aby
k dotyku mohlo dôjsť. Hráč by umrel v podstate na to, že sa nedotýka, ale je príliš blízko.
Najprv sa vždy hýbu hráčske postavy, až potom potvory. U hráča treba preto kontrolo-
vať, či sa potvora nehýbe rovnakým smerom ako hráč. Ak áno, pripočíta sa k vzdialenosti
medzi nimi vzdialenosť, o ktorú sa potvora pohne.
6.2 AI hráčskej postavy
6.2.1 Kalendár horenia
Keďže základom prežitia je znalosť umelej inteligencie o položených bombách, je treba
naimplementovať nejaký systém na ich zaznamenávanie. Ja som sa rozhodol pre riešenie
v podobe kalendára udalostí.
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Vždy keď sa položí bomba, vytvorí sa záznam v kalendári, ktorý obsahuje čas a miesto
položenia, čas horenia na danom políčku, čas horenia na políčkach, ktoré sa zapália a dosah
výbuchu danej bomby. 2 časy horenia sú potrebné preto, lebo bomba vždy veľmi kratučkú
dobu prechádza do stavu Exploding pri výbuchu, keď už je políčko nebezpečné, až po
vypršaní časovača prechádzajú Burning políčka, ktoré sú zasiahnuté.
Kalendár počíta aj s možnosťou vzájomného odpaľovania bomb. To znamená, že ak sa
položí bomba na bunku 0,0 v čase x ms a na bunku 1,0 v čase x + 2000 ms, nebudú časy
horenia x + (čas koľko trvá horenie) a x + 2000 + (čas koľko trvá horenie), ale x + (čas
koľko trvá horenie) a x + (čas koľko trvá horenie) + (čas koľko trvá stav Exploding ). Inými
slovami, čas výbuchu druhej bomby sa nastaví na skutočný čas, keď aj vybuchne, nebude
tam o skoro 2s neskorší čas. Aby boli záznamy konzistentné, treba zaviesť algoritmus, ktorý
ju zabezpečí.
Keď sa vytvorí záznam v kalendári, prezrie sa doterajší kalendár a zistí sa, či nová bomba
má v dosahu nejakú už existujúcu, alebo či nejaký iný prvok v kalendári má v dosahu nový.
Berú sa do úvahy aj prípadné prekážky, takže sa nevytvárajú falošné pozitíva. Sleduje sa len
najbližšia bomba v každom smere, keďže sa bomby odpaľujú navzájom, a oheň nepokračuje
cez bomby, neprešiel by aj tak oheň z bomby, ktorá je ďalej.
Ak sa nenájde žiadny záznam v dosahu, jednoducho sa vytvorí záznam s časom výbuchu
(čas položenia + doba koľko bomba horí).
V prípade, že je v dosahu aspoň jedna bomba, je situácia značne komplikovanejšia. Ka-
ždý prvok v kalendári môžu ukazovať na 4 bomby v dosahu (jedna bomba v každom smere).
Pre každý smer, kde sa našla bomba, sa vytvorí ukazateľ na nájdenú bombu. Takisto sa
vytvorí aj ukazateľ v nájdenej bombe na novo vytvorenú bombu. Bomby sú teda navzá-
jom prepojené. Po vzájomnom prepojení je treba aktualizovať všetky časy horení. Na to sa
použije nasledujúci algoritmus:
Najprv treba zistiť ktoré bomby sú navzájom prepojené
1. Do zoznamu sa vloží novo vytvorená bomba.
2. Ukazateľ v zozname sa nastaví na začiatok.
3. Ak má bomba na mieste ukazateľa väzbu s bombami, ktoré sa ešte v zozname nena-
chádzajú, vložia sa do nej.
4. Ukazateľ sa v zozname posunie na ďalší prvok.
5. Ak je ukazateľ na konci zoznamu, skonči. Inak skoč na tretí krok.
Prvky vo vytvorenom zozname sa zoradia podľa časov položenia. Vytvoria sa jeden nový
zoznam. Existujúci záznam nazvime UnprocessedList, Nový sa nazve PartialList.
Nasleduje algoritmus na nastavenie časov:
1. Vyberie sa prvý prvok z UnprocessedList.
2. Čas horenia vo vybratom prvku sa nastaví na (čas položenia + doba horenia).
3. Každý prvok, s ktorým má väzbu a je v jeho dosahu, sa vloží do PartialList a nastaví
sa uňho čas horenia na (čas položenia + doba horenia + doba výbuchu).
4. Vybraný prvok sa zruší z UnprocessedList.
5. Ak je UnprocessedList prázdny, skonči.
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6. Ak PartialList nie je prázdny, porovnaj pôvodný čas horenia pri prvom prvku z Un-
processedList a aktuálny čas horenia u prvku z PartialList. Vyber zo svojho zoznamu
ten prvok, ktorý má nižšiu hodnotu. Ak je PartialList prázdny, vyber prvý prvok
UnprocessedList.
7. Každý prvok, s ktorým má väzbu a je v jeho dosahu, sa vloží do PartialList a nastaví
sa uňho čas horenia na (čas položenia + doba horenia + doba výbuchu).
8. Vybraný prvok sa zruší z UnprocessedList.
9. Skoč na krok č.5.
Po vykonaní týchto krokov osahuje kalendár správne hodnoty časov výbuchov.
Pre použiteľnosť kalendára treba mať aj akýmsi spôsobom vytvorenú mapu, kde bude čo
horieť. K tomu poslúži dvojrozmerné pole, ktoré má rozmery ako hracia plocha. Každý
prvok mapy obsahuje zoznam ukazateľov na časové údaje. Každý prvok kalendára obsahuje
zoznam ukazateľov na prvky tejto mapy výbuchov.
Keď sa položí bomba, zistí sa, do akej vzdialenosti sa dostane. Každej bunke, ktorá sa
má zapáliť sa vloží do zoznamu ukazateľov horení ukazateľ na čas horenia práve položenej
bomby. Pre prvok mapy, ktorý je na súradniciach ako sa položila bomba, sa do zoznamu vloží
ukazateľ času okamihu, keď bomba vybuchne. U ostatných prvkov, ktoré sa touto bombou
zapália sa vloží do zoznamu ukazateľ na čas, keď sa bomba dostane do stavu Burning.
Každý prvok v kalendári si ukladá do vektora ukazatele na prvky mapy, do ktorých sa vložil
časový údaj. Takýmto spôsobom sa dajú jednoducho upravovať časy horení na jednotlivých
prvkoch mapy horenia. Keďže každý prvok obsahuje ukazateľ, stačí zmeniť to, na čo sa
odkazuje a všade je správny údaj.
Keď sa má z nejakého dôvodu skrátiť dĺžka výbuchu niektorým smerom, zmažú sa
ukazatele zo zoznamu, kde daná bomba rozsah mať nebude a skráti sa vektor prvkov mapy
daným smerom.
6.2.2 Rušenie prvku z kalendára
Pre správnu funkčnosť umelej inteligencie je treba ešte naimplementovať nejaký mechani-
zmus rušenia prvkov z kalendára.
Keď sa nejaký prvok zruší, treba sa pozrieť, či mal prvok väzbu s nejakým iným prvkom.
Ak áno, pozrie sa, či mal väzbu s 2 protiľahlými prvkami (tj, či ma väzbu hore aj dole,
alebo vľavo a vpravo). Ak áno, zistí sa, či tie 2 protiľahlé prvky tvoria spolu väzbu. Ak áno,
tak sa spoja a aktualizuje sa kalendár výbuchu pre tieto dve vetvy, inak sa aktualizujú bez
toho, aby sa spojili.
Pre každý prvok, s ktorým mal tento rušený prvok väzbu sa skontroluje, či má dosta-
točnú veľkosť vektora ukazateľov na prvky mapy výbuchov, v prípade že nie, nastaví sa
správna veľkosť.
6.2.3 Mapa pohybu súpera
Keďže nedokážeme presne predpovedať ktorým smerom sa pohne súper, treba zistiť kam
všade sa môže dostať. K tomu treba vytvoriť nejakú mapu, kde bude zaznamenaný jeho
možný pohyb. To sa dá vyriešiť pomerne jednoducho pomocou pravedpodobností.
Pohyb z jedného políčka do druhého trvá 200 ms. To znamená, že stačí sledovať kam sa
môže dostať, po 200 ms intervaloch. Ak sa hráč napríklad nachádza v bunke 0,0, a bunka
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nad aj napravo od neho je voľná, môže spraviť 3 veci: zostať, pohnúť sa hore, pohnúť sa
doprava. Keďže vidíme, v ktorom bode sa nachádza, môžme stanoviť pravdepodobnosť, že
sa teraz nachádza na bode 0,0 stanoviť na 100%.
Ak si stanovíme, že terajší čas je x ms, môže v čase x+200 byť na pozícii 1,0 ; 0,0 alebo
0,1 . Pravdepodobnosť, že sa bude nachádzať na ktorejkoľvek bunke je rovnaká, teda sa
100% rozdelí po 33.3%. V čase x + 400 už sú 3 počiatočné polohy, kde každá z nich má
už len 33.3% šancu. Týchto 33.3% sa bude deliť znovu počtom možností pohybu. Ak už
je nejaká šanca, že sa v danom čase bude na danom mieste nachádzať hráč a chceme tam
pridať ďalšiu možnosť prítomnosti, zvýši sa už nastavená pravdepodobnosť o toľko, koľko
sme tam chceli pridať. Tieto hodnoty pravdepodobností určujú pravdepobnosť v prípadne
náhodného ovládania hráča.
Ako názornú ukážku si uveďme hernú mapu, ktorá obsahuje len bloky Solid a Clear.
Začína sa v bode 0,0. Prvé dve čísla sú súradnice, tretie pravdepodobnosť, štvrté je počet
možných smerov z daného bodu.
1. {0, 0, 100%, 3}
2. {1, 0, 33.3%, 3}, {0, 0, 33.3%, 3}, {0, 1, 33.3, 3%}
3. {2, 0, 11.1%, 4}, {1, 0, 22.2%, 3}, {0, 0, 33.3%, 3}, {0, 1, 22.2%, 3}, {0, 2, 11.1%, 4}
4. {3, 0, 2.775%, 3}, {2, 1, 2.775%, 3}, {2, 0, 10.175%, 4}, {1, 0, 21.275%, 3}, {0, 0, 25.9%, 3},
{0, 1, 21.275%, 3}, {0, 2, 10.175%, 4}, {1, 2, 2.775%, 3}, {0, 3, 2.775%, 3}
Vidíme, že v čase 3 bude najväčšia šanca, že zostane na začiatku. V čase 4 už sa šanca,
že zostane na mieste, pribiližuje pravdepobnosti, že sa pohne len jeden krok. Keďže nejaký
čas potrvá, kým sa bomba odpáli, musí byť vytoverná mapa trochu hlbšia. Pre každú
úroveň sa vytvorí zvlášť mapa, ktorá bude obsahovať pravdepobnosti, s akými sa súper
bude nachádzať na jednotlivých bunkách.
Na vytvorenie tejto mapy je najvhodnejšia modifikácia Depth limited search [11]. S tým
rozdielom, že sa nehľadá žiadny konečný stav, len sa pomocou neho vytvára stavový pries-
tor. Terajšia pozícia sa nastaví na 100% pravdepodobnosť a tvorí koreňový uzol stromu.
Skontroluje sa koľkými smermi sa môže hráč pohnúť. Vytvorí sa patričný počet listových
uzlov, s nastavenou pravdepodobnosťou na (100 / počet možných smerov). Nesmieme za-
budnúť, že aj státie na mieste sa pokladá za smer pohybu. Smer pohybu pokladáme za
možný, keď sa na bunke v tom smere nenachádza žiadna prekážka, tj. keď je bunka v inom
stave ako Bombpresent, Breakable, Wallfalling alebo Solid. Či sa tam nachádza oheň,
alebo nie, je pre nás nepodstatné, lebo si nemôžme byť istí, či tam hráč vbehne, alebo nie.
Pre každý uzol sa pokračuje v rozdeľovaní pravdepodobnosti, až kým sa nedostane
do dostatočnej hĺbky. Výsledkom je niekoľko máp s pravdebodobnosťami, kde sa bude
nachádzať súper, pre každú úroveň jedna.
6.2.4 Vytvorenie stromu pre hodnotenie
Aby sme mohli počítať ohodnotenia jednotlivých možností stavového priestoru, je najprv
potrebné vytvoriť strom, ktorý zachytáva všetky možnosti, kam sa môže hráč riadený počí-
tačom pohnúť. Preto treba vytvoriť strom, ktorý je veľmi podobný stromu pohybu súpera.
Rozdielom bude to, že sa nebudú počítať jednotlivé pravdepobnosti prechodu, ale len sa
bude zaznamenávať čas, kedy sa na danej bunke hráč nachádza.
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6.2.5 Bezpečnosť bunky
Keďže je bezpečnosť prioritou, treba zistiť, či je daná bunka bezpečná v danom čase. Za
bezpečnú sa bunka pokladá, keď sa na jej súradniciach nenachádza žiadny záznam v kalen-
dári.
6.2.6 Vyhodnocovanie uzlov
Keďže je výpočet každej možnosti pohybu časovo náročná vec a v prípade 2 hráčov by
bol algoritmus kvadraticky náročný (každú možnosť jedného hráča treba overiť s každou
možnosťou druhého), rozhodol som sa pre obdobu MiniMaxu, kde sledujem ohodnotenie
každého uzlu stromu, ale hľadám len uzol s maximálnym ohodnotením (tj. najlepší ťah pre
tohto hráča),
Prioritou je prežiť. Ako prvé sa teda zisťuje, či sa sa hráč na danej bunke v danom čase
môže nachádzať bez toho, aby zhorel. Pre koreňový uzol stromu hodnotenia sa najprv zistí,
či sa vôbec dá položiť bomba. Sú len 2 prípady, kedy položenie nie je možné: na bunke sa
už bomba nachádza, alebo hráč už nemá voľné bomby.
Nezávisle od toho, či sa bomba položiť dá, vytvorí sa strom podobný ako sa vytvára pri
strome pre hodnotenie. Každý listový uzol sa testuje, či obsahuje bunku, ktorá je bezpečná
(viď kapitola 6.2.5 ). Akonáhle sa taká bunka nájde, vyhlási sa možnosť položenia bomby za
bezpečnú a za akciu, ktorá sa má vykonať, sa nastaví položenie bomby. V opačnom prípade
sa ako akcia nastaví počkanie.
Keď sa bomba položiť dá, upraví sa kalendár tak, že obsahuje túto novú bombu a
vykonajú sa výpočty. Zistí sa bezpečnosť, ohrozenie súpera, počet vylepšení v ohrození,
počet Breakable buniek v dosahu a počet buniek, ktoré zapália pri výbuchu. Po vypočítaní
bezpečnosti sa obnoví kalendár do pôvodného stavu.
V záujme zvýšenia bezpečnosti hráča s AI sa ešte kontroluje, či sa obaja hráča nena-
chádzajú na rovnakej x-ovej alebo y-ovej súradnici. Ak áno a vzdialenosť je väčšia ako 1,
vloží sa do kalendára bomba na miesto, kde práve teraz stojí súper. Vďaka tomuto nie je
možné aby človek nad súperom s AI vyhral pomocou jednoduchého a pomerne často vyko-
nateľného triku: Obaja hráči na seba dovidia, spája ich len chodba, ktorá je dlhšia ako 1
bunka. AI by položilo bombu tam, kde sa práve nachádza a pohol by sa smerom k ľudskému
hráčovi, ktorý by len položil bombu pod seba a odišiel do bezpečia. Tým pádom by počítaču
zatarasil cestu z druhej strany a bol by uväznený medzi dvoma bombami, ktoré eventuálne
vybuchnú.
Ohrozenie súpera sa zistí pomocou mapy pohybu súpera. Keďže každá bunka má nejakú
pravdepodobnosť, že sa tam nachádza súper, stačí na jednotlivých políčkach v dosahu sčítať
jednotlivé pravdepobnosti, že sa tam súper bude nachádzať. Sleduje sa mapa, ktorá má
správnu úroveň. Keďže sme v koreňovom uzle, sleduje sa úplne prvá úroveň mapy.
Pre ostatné parametre sa len zistia stavy buniek, ktoré sú v ceste horenia. Ak horenie
nedosiahlo maximálnu dĺžku, pozrie sa, či je oheň zastavený bunkou v stave Breakable,
alebo jedno z vylepšení. Ak je breakable, zvýši sa počítadlo Breakable políčok v ohrození,
ak je to jedno z vylepšení, zníži sa počítadlo vylepšení. Pre každú bunku, v ktorej nastane
horenie, sa zvýši počítadlo zapálených buniek o jeden.
Ak sa bunka vyhlási za nebezpečnú v prípade položenia bomby, vykoná sa len skúška
bezpečnosti pre prípad, že sa tam bomba nepoloží. Ostatné hodnoty sú nulové, keďže sa
bomba nepoloží.
Po ohodnotení koreňového uzla sa ohodnotia ostatné uzly stromu rovnakým spôsobom
ako koreňový. Ak je niektorý listový uzol lepšie ohodnotený ako koreňový, nastaví sa ohod-
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notenie koreňového uzla na tieto nové lepšie hodnoty a zapamätá sa list, z ktorého táto
hodnota prišla.
Strom pre ohodnotenie má výšku 3, ako aj strom zisťujúci bezpečnosť bunky. Výšku
prvého stromu som určil takú, aby sa celý strom dal okontrolovať v rozumnom čase. Strom
pre bezpečnosť má výšku 3 zámerne, aby sa dala za bezpečnú vyhlásiť situácia, že sa
postava nachádza medzi štyrmi Solid bunkami a chce položiť bombu. Bezpečná bunka
môže existovať len za rohom, ktorá má vzdialenosť 3 od miesta položenia.
6.2.7 Volanie funkcie pre AI
Funkcia pre výpočet ťahu sa vždy volá, keď sa hráč nehýbe. To znamená, že kým sa nena-
chádza v strede nejakej bunky, uchováva sa smer pohybu. Keď sa do stredu nejakej bunky
dostane, volá sa funkcia na výpočet ťahu. V podstate to znamená, že ak pohyb z jednej
bunky do druhej trvá 200ms, to je aj perióda volania funkcie.
Aby strom pohybu súpera bol aktuálny, vždy sa prepočítava celý, lebo sa nedá vychádzať
z toho, že sa súper vždy nachádza v strede bunky v okamihu volania funkcie na AI. Aj strom
pre hodnotenie sa generuje celý od základu, hoci by sa mohla uchovávať vetva, do ktore sa
počítačom riadený súper pohol. To by si však vyžadovalo ešte algoritmy na úpravu stromu
v prípade, že sa nejaká bunka stane prechodnou alebo naopak, neprechodnou. Je otázne, či
by to zvýšilo rýchlosť nejakým podstatným podielom.
6.2.8 Ochrana proti opakovaniu rovnakých pohybov
Za použitia predošlých algoritmov v prípade, že sa ľudský hráč vôbec nehýbal, občas do-
chádzalo k javu, javu, keď sa súper pohyboval striedavo medzi dvoma bunkami a neprestal,
kým sa k nemu nedostal súper na nejakú vzdialenosť. To bolo spôsobené tým, že obidve
bunky sa stále zdali byť výhodnejšie ako tá predošlá, keď tam hráč došiel, lebo sa vždy
sledovala iná úroveň mapy pohybu súpera. Mohol nastať aj taký prípad, že AI len stálo na
mieste do nekonečna (prípadne kým sa ľudský hráč pohol).
Týmto problémom zabraňujú 2 mechanizmy: počítadlo čakania a sledovanie posledných
činností. Vždy keď hráč stojí na bunke, ktorá nemá záznam v kalendári horenia, narastie
v každom cykle hernej slučky počítadlo čakania o 1. Ak sa dostane na hodnotu 20, zmenší sa
výška prehľadávaného stavového priestoru. Vďaka tomuto sa po chvíli vždy pohne nejakým
smerom.
Okrem toho sa ešte sledujú posledné 4 vykonané smery pohybu. Ak je prvý pohyb
zhodný s tretím a druhý zhodný so štvrtým a prvý a druhý sú protichodné smery, zmenší
sa výška prehľadávaného stavového priestoru.
V prípade, že sa čakalo a postava sa pohne, nuluje sa počítadlo a výška sa nastavuje na
maximum. Ak postava pulzovala medzi 2 bunkami a pohne sa iným smerom, tiež sa nuluje





Výsledná hra, kde aplikujem predošlé algoritmy, sa ukázala byť celkom zaujímavá. Bez
použitia umelej inteligencie súpera, s nejakým počtom prítomných potvor, je hra veľmi
nenáročná na výkon.
V prípade, že sa umelá inteligencia použije, hrá súper na úrovni skúseného hráča. Oči-
vidne zlých ťahov sa nedopúšťa. Hrá veľmi agresívne, teda človek, ktorý proti nemu hrá,
musí neustále sledovať hru. Vďaka tomu je hra zábavná a v prípade budúceho rozšírenia
by sa mohla stať konkurenciou pre komerčné hry podobného charakteru.
7.2 Možné rozšírenia
Funkcia pre výpočet hodnotenia sa volá každých 200ms. Čas medzi dvoma volaniami, keď
sa práve nevykresľuje, zostáva nevyužitý. Funkcia pre generovanie stromu hodnotenia by
sa mohla upraviť tak, že by sa dala volať niekoľkokrát a vždy by sa vygenerovala len
časť stromu. Funkcia by po vytvorení niekoľkých uzlov skončila, potom by bola zavolaná
znovu atď. Tým pádom by sa strom negeneroval tesne pred tým, ako by ho algoritmus na
hodnotenie potreboval, ale bol by vytvorený v predstihu. Tým pádom by strom mohol byť
aj väčší. Bunky na začiatku stromu by síce mohli obsahovať niektoré nie úplne správne
uzly, avšak pri okne 200ms, je to zanedbateľná chyba.
Podstatou ďalšieho posilnenia umelej inteligencie je v prvej rade je zvýšenie rýchlosti
algoritmu pre úpravu kalendára. Určite by sa dalo mnohým zbytočným alokáciám vyhnúť,
alebo by sa dali vyriešiť iným spôsobom. Keby sa úprava kalendára dostatočne urýchlila,
dal by sa uplatniť AlfaBeta algoritmus, vďaka ktorému by súper bral do úvahy aj možnosť
položenia bomby súperom. Prípadne by mohol myslieť aj viac bômb dopredu, takže by vedel
dopredu naplánovať nejakú reťaz bomb, vďaka ktorej by mal lepšie zisky ako má teraz.
Dvíhanie vylepšení sa ukázala byť náročnejšia činnosť ako som predpokladal. Keďže
vytváram strom spôsobom akým ho vytváram, neberie do úvahy to, že keď sa vylepšenie
zdvihne, zmizne z hry. To viedlo k tomu, že si myslel, že keď viackrát prejde cez nejakú
bunku, dostane viac vylepšení, čo spôsobilo zvláštne chovanie v niektorých prípadoch. Ku
správnej funkcii by bolo treba implementovať nejaký druh kalendára, kde by sa zazname-




AI sleduje dopad ostatných bômb na práve položenú. Neberie do úvahy to, že by občas
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mohol prepojiť bomby tak, aby vybuchli spôsobom, ktorým by vyhral. Táto situácia je však
pomerne zriedkavá, takže to je pomerne nepodstatný problém.
Občas pokladá AI bomby úplne zbytočne. To nastáva v prípade, že položenie bomby
neprinesie žiadny reálny zisk, ale vie, že je bezpečné ju položiť. Keďže zapálenie druhej
bomby nejaký čas potrvá, vo výsledku je to ešte negatívny ťah. Tento problém by sa dal
vyriešiť nejakou tabuľkou, kde by sa zistilo terajšie ohodnotenie hracej plochy a mohlo by
sa porovnať s ohodnotením v prípade položenia bomby. Ak by bolo ohodnotenie rovnaké
(rovnaký počet Breakable v dosahu, rovnaký počet zapálených Clear políčok atď), bomba
by sa nepoložila.
V budúcich verziách by sa ešte dalo vylepšiť užívateľské rozhranie o ďalšiu funkcionalitu:
počítanie bodov, možnosť pauznúť hru, upraviť rýchlosť hry atď. Okrem toho by bolo možné
jednotlivé prvky rozanimovať, aby to vypadalo krajšie, a dali by sa pridať zvuky.
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• Zložka Game s preloženými spustiteľnými súbormi.
• Zložka Gamesource so zdrojovými súbormi hry.
• Zložka Configsource so zdrojovými súbormi konfiguračnej utility.
• Zložka Texsource so zdrojovými súbormi tohto dokumentu pre LATEX.




Pre inštaláciu pod Windows stačí prekopírovať zložku na ľubovoľné miesto na disku, ktoré
nie je iba na čítanie. Spustiteľný súbor bombrun.exe je samotná hra, bombrunconfig.exe
je konfiguračný súbor, kde sa dá nastaviť, či bude druhý hráč riadený človekom, alebo
počítačom. Okrem toho je možné, v prípade dvoch ľudských hráčov, nastaviť počet potvor
v hre.
Ovládanie hry je nasledovné:
• Šípky – pohyb hráča 1.
• WSAD – pohyb hráča 2.
• Medzerník alebo enter – položenie bomby hráčom 1.
• Tabulátor – položenie bomby hráčom 2.
• F2 – nová hra.
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