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La presente investigación titulada: “ARQUITECTURA BASADA EN UNA CAPA 
DE CONTROL DE EXCEPCIONES PARA MEJORAR LA FIABILIDAD DE LA 
APLICACIÓN SOFTWARE DE PRÉSTAMOS BANCARIOS”, teniendo como 
objetivo mejorar la fiabilidad de la aplicación software de préstamos bancarios a 
través de la arquitectura basada en una capa de control de excepciones. Su 
finalidad es mejorar la tolerancia a fallos, tener un software maduro, registrar las 
incidencias de errores que ocurran en el proceso de ejecución y pueda ser 
reutilizado en los diversos proyectos que se desarrollen en java. 
 
 






The present research entitled: "ARCHITECTURE BASED ON AN EXCEPTION 
CONTROL CAPACITY TO IMPROVE THE RELIABILITY OF THE BANK LOAN 
SOFTWARE APPLICATION", aiming to improve the reliability of the banking loan 
software application through the layer-based architecture Exception control. Its 
purpose is to improve fault tolerance, have mature software, record the incidences 
of errors that occur in the execution process and can be reused in the various 
projects that are developed in Java. 
 
 





1.1. Realidad Problemática 
Los requerimientos en la creación de un software cada vez son más complejos 
tanto funcionales como no funcionales. Estos conjuntos de requerimientos se han 
convertido en el término “arquitectura de la información” el cual tiene relación con 
usabilidad y accesibilidad (Hassan, Martín e Iazza, 2004). El desarrollo y técnicas 
de los dos son diferentes pero tienen el mismo objetivo, que sea satisfactoria la 
interacción entre usuario y sistema. 
El utilizar una arquitectura a través del tiempo ha permitido agilizar el desarrollo, 
unificar criterios, encapsular comportamientos que tengan en común, permite 
identificar y reducir los riesgos técnicos. 
Existe sistemas de aplicación de software que están implementados en patrones 
de arquitectura tanto para web como para escritorio como modelo, vista, 
controlador, N-Capas entre otros más, todo esto permite tener una programación 
que está cumpliendo con una estructura de calidad de software 
Las diversas empresas que desarrollan software, tienen área de testing, el cual se 
encargan de la “calidad del software” que permite minimizar los defectos del 
software. El error que cometen las organizaciones comúnmente es solo realizar 
pruebas unitarias en el desarrollo y es insuficiente según Marcelo Malluzzo 
(2013), en su experiencia y datos recopilados de las industrias, solo se minimizan 
un 30% de fallos. 
El software critico se ha duplicado en estos años y es más complicado, por ende 
influye en “la fiabilidad y seguridad” de los sistemas. Lo que se requiere es 
sistemas críticos que contengan alto contenido de software, deben funcionar 
correctamente para lo que ha sido diseñado, con respecto a su entorno. Se han 
implementado funciones críticas en el sistema que pueda detectar peligros y 
mitigar las consecuencias de posibles accidentes, debe de exigirse que funcione 
correctamente y además pueda ser segura y ser controlados a cambios no 
esperados, según la revista española REICIS (2009). 
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El manejo de excepciones tiene ciertos beneficios: si no se tienen información del 
problema que está ocurriendo para ser solucionado deriva a alguien superior para 
que se encargue de tomar una decisión adecuada, como crear una cadena de 
comandos, limpia el código en el manejo de errores, puesto que una excepción 
garantiza que el error sea capturado en tiempo de ejecución, permitiendo que la 
escritura, lectura y depuración de código sea más sencilla a diferencia con la 
antigua forma de manejar los errores. 
Las empresas que adquieren software para sus negocios cada vez crecen en la 
prestación de sus servicios de diferentes maneras y el avance de la tecnología no 
se queda atrás, las empresas necesitan sistemas de software confiable, fiable, 
seguro para prestar sus servicios a la sociedad. 
En el proceso de desarrollo de software siempre nos encontramos con errores o 
dificultades que vamos teniendo cuando nuestra programación se va haciendo 
cada vez más amplia y se vuelve más dificultoso ver las fallas y es difícil 
desarrollar un software más confiable, usable y portable. El utilizar casos de 
pruebas permite evaluar nuestros sistemas de aplicación y ayuda a mejorar los 
errores y poder sacar un resultado esperado, el cliente siempre espera que su 
aplicación sea de calidad. 
Los diferentes libros de lenguajes de programación, prácticamente del tema tratan 
muy poco y los manuales limitan a proporcionar una serie de instrucciones de 
manejo de las excepciones, pero no profundizan en las técnicas de aplicación de 
que se debe utilizar, aun cuando estamos desarrollando en base a una 
arquitectura de diseño. Las únicas propuestas a las que se pueden acoger los 
desarrolladores son en base a artículos, manuales o información que existe en la 
web. 
Los diversos sistemas de aplicación de software que son desarrollados por las 
empresas en diversas partes del continente, son desarrollados para otras 
empresas, que luego ellos mismos lo prueban el producto, los errores que 
frecuentemente han tenido como resultado son: la calidad es insuficiente, 
incorporar nuevos requerimiento en la mitad de desarrollo del proyecto les 
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dificulta, el control de errores es insuficiente, entregando proyectos con 
dificultades. 
El prototipo de software de préstamos estudiado está basado en un diseño de 
arquitectura que permite visualizar cuales son los requerimientos y como están 
distribuidos por capas y desarrollado vía web, encontramos que sigue una 
estructura de calidad de software pero también encontramos problemas que 
tienen en la estructuración de gestionar los errores en las diferentes capas de los 
cuales mencionamos: 
 La declaración de variables para capturar las excepciones en tiempo de 
ejecución está mezclado con el código implementado en el desarrollo, 
teniendo dificultades para entender y el manejo de excepciones que son 
declaradas en las capas no se puede reutilizar en otras aplicaciones. 
 Permite ingresar datos numéricos en los campos del formulario cuando solo 
debe de estar permitido ingresar datos con letras en el software, 
permitiendo guardar datos incoherentes y mostrar información errónea 
Permite guardar datos sin ninguna restricción y muestra errores de 
ejecución saliéndose totalmente de la interfaz gráfica 
 
Se crearon y ejecutaron casos de pruebas funcionales y evaluadas con 
métricas de fiabilidad obteniendo los siguientes resultados 
 
 El 67% nos indica que el sistema es tolerante a fallos pero todavía 
es marginal el sistema. 
 El 33% nos indica que tiene una madurez de pruebas pero todavía 
es insatisfactoria las pruebas ejecutadas. 





1.2. Trabajos previos 
 (Marco, 2012) escribe en su artículo “Tratamiento de excepciones en 
Java” el cual hace un enfoque, como el manejo de excepciones 
permite gestionar los errores y situaciones excepcionales. Debido a 
que tratar con excepciones son pilares fundamentales del lenguaje, 
explica que los programadores saben cómo lanzarlas y capturarlas, 
pero se debe de conocer con profundidad el propósito porque 
tenemos  dicho  mecanismo y hacer un correcto uso de esta 
funcionalidad.  Permitiendo  que  con  el manejo de excepciones se 
puede recuperar de errores y continuar en la ejecución, se puede 
registrar el error y relanzar el error con una distinta excepción. 
Contribuye con la forma de declarar las excepciones y poder 
capturarlos, como crear excepciones desde cero y poder adecuarlo  
a la arquitectura utilizada. 
 Jorge Asiain Sastre (2013) “es gerente de alter Evo Ingenieros y 
profesor en la escuela politécnica de Madrid “escribe en su artículo 
sobre “ingeniería de fiabilidad”, que combina las experiencias 
prácticas con los conocimientos de la matemática, física e  
ingeniería. Que en la realización de un estudio, los tres mencionados 
permiten crear modelos para  profundizar  conocimientos, estudiar 
los problemas y causas y permite dar soluciones en sus 
rendimientos, mitigar los fallos que existan y costos de operaciones. 
llegando a la conclusión para lograr una fiabilidad con el software 
debe seguir ciertos pasos: 
 Los objetivos deben estar basados en las expectativas del 
cliente y deben ser comprendidos. 
 La fiabilidad debe formar parte del proceso integral. 
 Todo producto debe de ser estudiado en el desarrollo de 
trabajo y tomar en cuenta todos los fallos encontrados. 
 Verificar y comprobar la fiabilidad para ver si se está 




 Revista Cubana de Ciencias Informáticas: escribe en su artículo el 
tema (Aplicando métricas de calidad a proyectos y procesos durante 
las pruebas exploratorias, 2013) se enfoca en cuatro razones que 
son evaluar, caracterizar, predecir y mejorar, el departamento de 
pruebas de software incorpora pruebas exploratorias y utiliza 
“métricas internas y externas para evaluar el software”. Durante “el 
proceso de prueba se puede” utilizar la mediciones: “Monitorizar el 
proceso de pruebas”, reportar las pruebas, controlar las pruebas, el 
departamento de pruebas de Calisoft (MIC) realiza diferentes tipos 
de pruebas que se ejecutan en: Funcionalidad, Fiabilidad, Usabilidad 
y Revisión técnica de Documentación, utilizando como referencia 
“atributos de McCall (Macías Gómez, 2010) y la norma ISO 9126 
(ONN, 2005)”, se evaluaron 42 proyectos que tuvieron  la 
información y datos que eran necesarios para medir las métricas, 
obteniendo como resultado la efectividad del proceso de pruebas en 
la evaluación del producto, definir y seleccionar métricas en base a 
la calidad según la ISO 9126-1 que permite obtener un porcentaje de 
cumplimiento de las características de calidad y son: “cobertura de 
pruebas 99%, madurez de pruebas 45.4%, total de fallos 6.8%, 
adecuación funcional 62.2%”, eficiencia de documentación de 
usuario 83.7% “y todos estos resultados ayudan a que los directivos 
de la empresa tomen decisiones y tengan una mejor calidad en las 
pruebas y del producto”. 
 
Contribuyendo al proyecto de investigación con las métricas y forma 
de medición del software. 
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1.3. Teorías relacionadas al tema 
 
1.3.1. Arquitectura de software 
 
1.3.1.1. Definición. 
Según (Pressman, 2010) lo define como la estructuración de los 
componentes del software, en donde están representados sus 
propiedades y todas las interacciones que lo conforman. 
Según (Ariel Bensussán, 2016) lo define como un proceso en el cual 
definen y se construye “capas, lineamientos, estructuras” que 
deberían tener una aplicación, con el cual se logra una estabilidad  
en la aplicación y poder continuar con las diferentes tareas durante 
el “desarrollo del software”. 
1.3.1.2 Importancia de la arquitectura 
Se puede identificar tres razones: 
 
 Utilizar una arquitectura de software permite que todas las partes 
puedan comunicarse en el desarrollo del software. 
 En una arquitectura se tomaran todas las decisiones resaltantes  
que se tendrán en el trabajo, en el desarrollo del  software  
propuesto y es importante para el éxito del sistema. 
 El utilizar una arquitectura constituye un modelo, en donde está la 
forma como los componentes trabajan juntos y ver cómo está 
estructurado el sistema a desarrollar. 
1.3.1.3. Patrones de arquitectura 
Mientras se obtiene los requerimientos, el software se va a enfrentar 
a un número de problemas que puede tener una aplicación, los 
patrones están enfocados en un problema específico de una 
aplicación y tienen restricciones y limitaciones, al utilizar un patrón 
significa proponer una alternativa de solución arquitectónica, que va 
a servir como base en el diseño de una arquitectura. 
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 Patrón de arquitectura MVC (“Modelo Vista Controlador”) 
 
Utiliza la realización de programación multicapa, está separado 
en tres y son datos de la aplicación, interfaz del usuario y lógica 
del negocio. Mayormente se utiliza en aplicaciones de servicio 
web. 
 Patrón de diseño GRASP (“Patrones Generales de Software 
para Asignar Responsabilidades”) y GOF. 
Representan principios básicos de asignación de 
responsabilidades en los objetos y son: 
 
 
Cuadro de principios 
 
1.3.1.4. Decisiones de una arquitectura 
Según (Sommervalle, 2011) el utilizar un diseño arquitectónico 
permite diseñar a la organización que cubren “requerimientos 
funcionales y no funcionales”. El enfoque que se puede usar permite 
implementar “diferentes tipos de arquitectura”. En el proceso de 
modelo se tomaran decisiones como se controlara “la ejecución de 
componentes”, dependiendo de los requerimientos no funcionales el 
estilo y la estructura es: 
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 Con respecto a rendimiento. Si es crítico se debería diseñar para 
localizar situaciones críticas dentro del “número de componentes” 
permitiendo que los componentes sean desplegables en la 
computadora y significa utilizar ciertos “componentes relativamente 
grandes” y reduce las comunicaciones entre los componentes. 
 Con respecto a seguridad. Si es crítico debería ser necesario 
estructúralo en capas con los procesos más críticos  y protegerlos  
en capas más internas y tener un alto nivel en validación de 
seguridad que se aplicara a dichas capas. 
 Con respecto a protección. Si también es crítico, debería 
diseñarse de modo que todas las operaciones que tengan relación 
con la protección se debe de ubicar en “algún componente 
individual”. Esto reduciría los costos y los problemas de  la 
protección y se haría posible que se ofrezca, “sistemas de 
protección” y si en caso pudiera fallar se desactive con seguridad. 
 Con respecto a disponibilidad. El caso que sea crítico, se tendría 
que diseñar para contener componentes redundantes para poder 
actualizar y sustituir componentes sin afectar al sistema. 
 Con respecto a mantenibilidad. Si se considera crítico, se diseñara 
utilizando componentes de grano fino y se pueda cambiar con 
facilidad. Se lograra evitar que no se pueda compartir datos. 
1.3.1.5. Ventajas de una arquitectura 
 Permite agilizar el desarrollo. 
 Permite unificar criterios. 
 Encapsular comportamientos que tengan en común. 
 Permite identificar y reducir los riesgos técnicos. 
 
1.3.2. Control de excepciones 
 
1.3.2.1. Definición 
Según (Marco, 2012) lo define como una técnica que permite 
controlar errores durante la ejecución en un software, y “es un 




El trabajar con errores o excepciones es “uno de los pilares 
fundamentales del lenguaje”, para poder mejorar el manejo de errores 




1.3.2.2. Definición de Excepciones 
 
Según (Sommerville, 2005) lo define como “evento que ocurren 
durante la ejecución de un programa”, permitiendo que salga de su 
flujo normal en las instrucciones definidas. 
Las excepciones permiten ser lanzadas cuando se  produce  un 
error, y puede ser capturado el mensaje y tratar el error que ha 
ocurrido. 
1.3.2.3. Tipos de excepciones. 
Existen diferentes tipos de excepciones que descienden de la clase 
Throwable del cual son los siguientes. 
Error. Son errores que ocurren dentro de una máquina virtual por 
ejemplo problemas con enlazar con librerías. 
Exception. Trata los errores y permite continuar con la ejecución. 
Los programas utilizan las excepciones para dar tratamiento a los 
errores de código que ocurren durante una ejecución. 
1.3.3.4. Ventajas. 
Se puede separar los errores del código en la programación y se 
podrá tratar como código especial. 
Se puede propagar los errores hacia la pila de llamadas, es una 
habilidad de las excepciones, que se busca el error hasta encontrarlo. 
Permite agrupar y diferenciar los diferentes  tipos de errores lo que 
es natural de la jerarquía de clases. 
19 
 
1.3.3.5. Tratamiento de Excepciones. 
Podemos generar el código de la excepción y encerrarse dentro de 
un bloque try 
Try 
{ 
// Ingresar procedimiento a evaluar. 
} 
Después la excepción se captura con un bloque catch 
Catch (Exception e) 
{ 
//ejecución para tratar los errores 
} 
Exception (). Es un constructor sin parámetros. 
Exception (String Message). Es un segundo constructor, que utiliza 
parámetros de tipo String, en donde podemos crear excepciones y 
mostrar mensajes. 
1.3.3.6. Lanzamiento de excepciones 
Después de tratar las excepciones también se puede hacer que se 
propague a un nivel superior. Indicando de la siguiente manera: 
Public void leer_datos () 
throws IOException, FileNotFoundException 
{ 
// Especificar la función 
} 
Se podría indicar diversos tipos que queramos en la función. 
 
 
1.3.3. Fiabilidad del software 
 
1.3.3.1. Definición de fiabilidad 
Según (Alan Burns, 2003) define como una medida del éxito con el 




Según (Sommerville, 2005) lo define como “la probalidad de que un 
sistema funcione correctamente tal y como se ha especificado”, en un 
tiempo y entorno determinado. 
1.3.3.2. Validación de la fiabilidad 
El proceso para verificación de la fiabilidad sigue cuatros pasos que 
son: 
 Identificar todos los perfiles operacionales. 
 Preparar un conjunto de datos de prueba. 
 Aplicar las pruebas. 
 Calcular la fiabilidad para obtener resultados específicos. 
 
Así como se puede verificar también presenta dificultades que son: 
 
 Incertidumbre con respecto al perfil operacional. 
 Los datos de prueba que son generados tienen elevados 
costos. 
 Si la fiabilidad especificada es alta es bien difícil provocar 
nuevos fallos. 
1.3.3.3. Predicción de la fiabilidad 
Según (Sommerville, 2005) el utilizar la predicción de la fiabilidad 
tiene dos ventajas principales: 
 Planificación de pruebas. Si se tiene un calendario de todas 
las pruebas propuestas, se puede predecir cuándo se 
terminaran las pruebas. Si no se termina las pruebas 
conforme al calendario planificado, entonces se utilizaran 
recursos adicionales para realizar las pruebas y depurar y así 
acelerar el crecimiento de la fiabilidad. 
 Negociaciones con el cliente. En algunas ocasiones el 
modelo diseñado de fiabilidad puede ser muy lento, y  
requiere un esfuerzo mayor de pruebas, “para obtener un 
beneficio relativamente pequeño”, se puede renegociar los 
requerimientos con el cliente. 
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1.3.3.4. Especificaciones de fiabilidad 
Según (Sommervalle, 2011) para lograr una fiabilidad requerida el 
diseño de sistema se debe especificar cuáles son “los 
requerimientos funcionales” y cuáles son las fallas y acciones que  
se tomaran para garantizar que no provoque fallas en el sistema.  
Las especificaciones se pueden basar en especificaciones por 
riesgo. 
 Identificaciones del riesgo. Se examinan los diferentes tipos 
de fallas en un sistema que provocarían  pérdidas 
económicas. Teniendo como ejemplo perdida de información 
durante en realización de “ventas por internet”. 
 Análisis del riesgo. Tiene relación con las consecuencias y 
costos de diferentes fallas del software y poder seleccionar  
un análisis de las fallas graves. 
 Descomposiciones del riesgo. Se realizaran análisis de 
causa raíz graves y de fallas probables del sistema. 
 Reducciones del riesgo. Se generara especificación 
cuantitativa con respecto a la fiabilidad que pueda establecer 
“probabilidades aceptables” de las diferentes fallas. Luego se 
tomaran en cuenta los costos por las fallas. Se podrían utilizar 
diferentes probabilidades, se podría generar “requerimientos 
de fiabilidad funcional”. 
 
 
1.3.3.5. Métricas de fiabilidad 
Según (Sommervalle, 2011) las métricas que se utilizan son: 
 
 Probabilidad de falla ha pedido. Esta métrica se usa para 
definir la probabilidad en que la demanda de un servicio 
derive por una falla del sistema. 
 Tasa de ocurrencia a fallos. Se utiliza esta métrica para 
establecer el probable número de fallas que se observan en  
el sistema en cierto tiempo o el número de cuantas veces se 
ha ejecutado el sistema. 
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 Disponibilidad. Se refleja cuando se entrega un servicio 
solicitado, debe de estar disponible un 99.9% en el “tiempo de 
operación”. 
1.3.3.6. Fallos o Errores 
Según (Alberto Tols, 2010) lo define como resultados de problemas 
en el interior de un sistema y son manifestados con el tiempo en su 
comportamiento al ser utilizados. Todos los problemas se consideran 
errores y las causas algorítmicas o mecánicas son denominados 
defectos, Si un componente del sistema es defectuoso producirá un 
error bajo ciertas circunstancias durante el tiempo de vida del 
sistema (cap.5). 
Pueden ocurrir tres tipos de fallos o errores. 
 
 Fallos o errores transitorios. Pueden comenzar en cualquier 
instante de tiempo y mantenerse en el sistema por algún 
periodo y después puede desaparecer. 
 Fallos o errores permanentes. Aparecen en un determinado 
tiempo y permanecen en el sistema hasta que el error es 
reparado. 
 Fallos o errores intermitentes. Son errores transitorios que 
pueden ocurrir cada cierto tiempo. 
1.3.3.7. Seguridad y fiabilidad en el software 
Según (Alan Burns, 2003) la seguridad en el software se puede 
considerar en término de percance, un percance viene a ser eventos 
no planificados o secuencias de eventos que producen lesión, 
muerte, perdida de equipos o perjudicial “en el medio ambiente”. 
Tanto fiabilidad como seguridad viene a ser como sinónimos pero 
existe un enfoque diferente entre ellos. La fiabilidad es considerada 
una “medida de éxito” en donde un sistema tiene que ajustarse a 
especificaciones se su comportamiento y esto puede expresarse en 
término de probabilidad. La seguridad viene a ser la improbabilidad 
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de las condiciones conduzcan a un percance, independientemente  
si se puede realizar una función prevista. 
1.3.3.8. Confiabilidad y fiabilidad 
Según (Magallanes, 2011) lo define como la habilidad de un sistema 
que debe operar bajo ciertas condiciones requeridas durante un 
tiempo definido. 
Muchas investigaciones se han realizado sobre fiabilidad o tolerancia 
a fallos. Consecuentemente los términos han sido sobrecargados y 
los investigadores han tenido que buscar “nuevas palabras” para 
poder expresar lo que querían enfatizar. La confiabilidad tiene ciertas 
nociones de seguridad y fiabilidad. Según Laprie (1995), ilustra los 
aspectos de confiabilidad donde la seguridad está enfocada en la 
“integridad y confidencialidad” y la fiabilidad es medir continuamente 
la entrega de un servicio adecuado. La confiabilidad puede 
describirse bajo tres componentes. 
 Deficiencias. Son “circunstancias causales” o productos que 
no son confiables. 
 Medios. Las herramientas, métodos y soluciones que se 
requieren “para entregar un servicio” confiable con la 
confiabilidad requerida. 
 Atributos. Las medidas o el modo mediante el cual pueden 
estimarse la calidad de los servicios confiables. 
1.3.3.9. Disponibilidad 
Según (Magallanes, 2011) lo define como “la probalidad de que un 
ítem”, que cuando sea utilizado bajo ciertas condiciones en un 
ambiente acondicionado, estuviera operativo. 
1.3.4. Software de Préstamos 
 
Es una herramienta que permite gestionar cualquier tipo de préstamo, esta 
implementado para utilizarse en una proforma vía web, desde cualquier 





1.3.5.1. RUP (RATIONAL UNIFIED PROCESS) 
Tiene un enfoque que asigna tareas y responsabilidades en una 
organización. Asegura que el software sea producido de “alta 




Tiene algunas características: 
 
 Ser Iterativo e incremental 
 Tener un modelado del software 
 Debe de administrase los requisitos 
 Tener un modelo visual del producto 
 Ser verificable la calidad 
 
 
Proceso de desarrollo 
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1.3.5.2. Fases que utiliza RUP 
 
1.3.5.2.1. Inicio. 
 Define el entorno del negocio, el alcance, identifica los 
actores, casos de uso y se diseñan algunos casos de uso 
más significativos. 
 Modelo de dominio. Identificar los objetos y cosas de la 
realidad que vas a intervenir en el sistema. 
 Modelo casos de uso. Diseña el comportamiento de los 
usuarios dentro del sistema. 
 Prototipo interfaz de usuario. se creara un modelo operativo 
de trabajo del sistema y deben estar de acuerdo tanto 
analistas como clientes. 
1.3.5.2.2. Elaboración 
Se crea una arquitectura del sistema en base a casos de uso y son 
desarrollados en este tramo, toma sus especificaciones y realiza un 
análisis del problema. 
1.3.5.2.3. Construcción 
Debe lograrse un producto operacional a través de las iteraciones de 
ciertos casos de uso seleccionados, los componentes, requisitos y 
características deben implementarse, probarse y obtener un 
resultado de su primera versión del software. 
1.3.5.2.4. Transición 
Poner a prueba el producto desarrollado en el uso del usuario para 
corregir los errores y crear versiones, se debe de completar algunos 
documentos faltantes, capacitar, configurar, instalar y que cumpla 
con los requerimientos especificados. Permite la facilidad como el 
software sea modificado. Testeo de unidades, datos, casos y 
resultados. Test en conjunto con los usuarios para saber su 
aceptación. 
1.3.6. NORMA ISO/IEC 9126. 
Es una norma internacional publicado en 1992, el cual se utiliza para 














1.3.7 Framework log4j. 
 
Es una herramienta que se utiliza para la captura de logging y se utiliza con 
el lenguaje de java y es configurable en cualquier proyecto. Se ha 
implementado en C, C++, C#, Perl, Python, Ruby y Eiffel. Entre sus 
características el usar y entender son fácil, contiene niveles de clasificar un 
error, tiene 3 componentes que son loggers, appenders y layouts el cual los 




1.4. Formulación del problema 
¿De qué manera la arquitectura basada en una capa de control de 
excepciones mejora en la fiabilidad de la aplicación software de préstamos 
bancarios? 
1.5. Justificación del estudio 
Desde el punto de vista teórico y práctico el presente proyecto de 
investigación busca información sobre formas de implementación de 
manejo de excepciones, conceptos de arquitectura, fiabilidad y de software, 
que luego unir los diversos conceptos y explicar cómo mejorar un software 
con el manejo de excepciones en el código, cuando se está desarrollando 
el software y por consiguiente se debe de obtener un software más fiable y 
de calidad. El cual se implementara la capa de excepciones en el software 
y se podrá reutilizar en las diferentes capas de diseño de la arquitectura y 
acoplar con otros proyectos basados en la misma tecnología y será 
beneficioso en ahorro de tiempo y recursos económicos para los 
desarrolladores de software, y les permitirá entender el código desarrollado 
con mayor facilidad a nuevos programadores que se integren al grupo de 
trabajo. 
Desde el punto de vista tecnológico se utiliza la plataforma de Netbeans 
IDE el cual permite crear tecnologías tanto para web, escritorio y 
dispositivos móviles, da soporte a lenguaje de programación Java, PHP 
entre otros más y puede ser instalado en diferentes sistemas operativos 
tiene como características utilizar el uso de herramientas y reutilización de 
módulos, conexión con diferentes GBD permite tener una arquitectura 
escalable. 
1.6. Hipótesis 
La arquitectura basada en una capa de control de excepciones mejora la 
fiabilidad de la aplicación software de préstamos bancarios. 
1.7. Objetivos. 
 
1.7. 1.Objetivo General. 
Mejorar la fiabilidad de la aplicación software de préstamos bancarios a 
través de la arquitectura basada en una capa de control de excepciones. 
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1.7. 2.Objetivos Específicos 
 Aumentar el índice de tolerancia a fallos mediante la capa de control 
de excepciones. 
 Aumentar el grado de madurez de pruebas mediante la capa de 
control de excepciones. 
 Aumentar el índice de cobertura de pruebas mediante la capa de 






 El diseño a utilizar es experimental de tipo pre-experimental y para la 
realización de contrastación de hipótesis se va a utilizar el método 
de diseño Pre - prueba y post – prueba de lo cual se explica de la 
siguiente manera: 
 
 Realizar un análisis previo a la variable dependiente y debe analizar 
variable efecto – después. 
 Con respecto a la otra variable se evaluara la causa. 








1 x 2 
Estimulo 
O1 = Fiabilidad de la aplicación software de préstamos bancarios 
antes de la arquitectura basada en una capa de control de 
excepciones. 
 
X= Arquitectura basada en una capa de control de excepciones. 
 
 
O2= Fiabilidad de la aplicación software de préstamos bancarios 
después de Implementación de la arquitectura basada en una capa 





2.2. Variables y operacionalización de variables 
 
Variable Independiente: 




Fiabilidad de la aplicación de software préstamos. 










Una técnica que 
   
basada en una permite controlar  Capa de  
capa de control errores durante la Describir el excepciones Razón 
de excepciones ejecución en un funcionamiento   
 software y “es un del manejo de   
 mecanismo del excepciones en el   
 lenguaje que permite software. Diseño del  
 gestionar errores y  manejo de  
 situaciones  excepciones  
 excepcionales”. (Marco,    
 2012).  .  
 
Fiabilidad de la 
 




aplicación de con el que el sistema se Medir la Tolerancia de  
software ajusta a alguna tolerancia a fallos fallos.  
préstamos especificación definitiva del software.   
 de su comportamiento.    
 (Alan Burns, 2003).    





   las pruebas.  
  
Medir la madurez 
  
  del software.   
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Indicador Objetivo Técnica Calculo 
Porcentaje de 
Tolerancia de fallos 
Aumentar el índice 
de tolerancia a 
fallos mediante la 





Casos de pruebas 
funcionales 
 
Casos con errores / 
casos diseñados 
X=A/B 
Grado de Madurez 
de las pruebas 
Aumentar el grado 
de madurez de 
pruebas mediante la 




Casos de pruebas 
funcionales 
 




Índice de cobertura 
de pruebas 
Aumentar el índice 
de cobertura de 
pruebas mediante la 
capa de control de 
excepciones. 
 
Casos de pruebas 
funcionales 
 




2.3. Población y muestra 
 
2.3.1 población 
La investigación tiene como unidad de estudio una aplicación software de 
préstamos bancarios y será evaluado en base a métricas según la normas 
ISO/IEC 9126. 
Indicador 1: Porcentaje de Tolerancia de fallos. 
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Casos con errores / cosos diseñados 
 
Indicador 2: Grado de Madurez de las pruebas. 
 
Número de casos satisfactorios / casos diseñados 
 
Indicador 3: Índice de cobertura de pruebas. 
 
Cosos ejecutados / cosos diseñados 
 
 
2.4 Técnicas e instrumentos de recolección de datos, validez y confiabilidad 
La elaboración de los casos de prueba funcionales ha sido evaluada y 
validada por expertos, quienes aprobaron para luego aplicar dichos casos 
de prueba en la aplicación de software. (ANEXO 5 FORMATO DE 
VALIDACIÓN DE CASOS DE PRUEBA FUNCIONALES) 





Tabla 1: Validez y confiabilidad 
 
 
 N° % 
Casos Válido 15 100,0 
Excluido 0 ,0 
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Total 15 100,0 
Tabla 3: Casos de pruebas en porcentajes. 











de Proporción de 
Rangos 
N de elementos 
0.96 15 
Tabla 4: Estadística de fiabilidad 
 
En el cuadro se representa las estadísticas de fiabilidad del instrumento aplicado 
al software, el método: Coeficiente de Proporción de Rangos es 0.96 y según la 
escala de valoración de Coeficiente de Proporción de Rangos para este 
instrumento la apreciación de confiabilidad es Alta. 
 






2.5 Métodos de análisis de datos 
En esta investigación se está evaluando un software como unidad de 
estudio. 
 Prueba de Hipótesis 
 No Paramétrica 
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H0 : B  A  0 
 
La arquitectura basada en una capa de control de excepciones no 




H1 : B  A  0 
 
La arquitectura basada en una capa de control de excepciones 






3.1. Fase Inicio 
 
3.1.1. Requerimientos no funcionales con respecto al manejo de 
excepciones. 
 El sistema debe de registrar todos los errores que estén ocurriendo en 
tiempo de utilización. 
 Las excepciones personalizadas debe de estar aparte del demás código. 
 Las excepciones deben de ser utilizadas en las diferentes partes del 
desarrollo del sistema si así lo requiera. 
 Los formularios del sistema deben de estar validados según los datos de 
ingreso. 
 El sistema debe de ser tolerante a fallos. 
 El sistema debe de tener una madurez. 
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3.1.2. Especificaciones suplementarias 
Introducción 
El presente documento propone un modelo para la correcta elaboración e 
implementación del Sistema de Préstamos. El modelo de negocio abarca en su 
mayoría desde el planeamiento de gestión de préstamos, control de excepciones, 
registro de clientes, hasta la correcta gestión de implementación del sistema tanto 
por el lado del desarrollador como del cliente. 
 
El Primer Entregable, se realiza en tres pasos. El primero paso, es donde se 
estudia al software para saber cómo están desarrollados los casos de uso, y se 
elabora los diagramas del software. El segundo paso, se identifica los que 
interactúan con el sistema, El tercer paso, se realiza el diagrama de secuencia de 
excepciones y se concluye con la implementación de las excepciones y registro 







Nombre Registro de fallas 




Nombre Tiempo disponible 




Nombre Cobertura de pruebas 
Descripción El sistema debe de ser probado en el proceso del 







Nombre Compatibilidad del sistema del lado del Servidor. 




Nombre Compatibilidad de sistema del lado del Cliente. 
Descripción El cliente del sistema debe ser soportado con Windows 
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 7 ultimate, el Sistema Gestor de Base de Datos 
Postgres y con el desarrollador Netbeans 8.0.1. 
 
 




Nombre Características de la PC del cliente 
Descripción El sistema debe operar en cualquier computador 
personal con procesador Intel Core DUO o superior, 4 
GB de memoria RAM y disco duro de 500 GB 
 
Código es_sup_7 
Nombre Lenguaje de programación 
Descripción El   lenguaje  de  programación a emplear para el 




Nombre Motor de base de datos. 
Descripción El motor de base de datos PostgresSQL. 
 
Código es_sup_9 
Nombre Arquitectura Lógica 
Descripción Deberá considerarse en tres capas claramente 






Nombre Licencia del Sistema Operativo Ms Windows 7 ultímate 
Descripción Se   necesitará   adquirir  una  licencia del sistema 
operativo para servidor Ms Windows 7 ultímate 
 
Código es_sup_11 
Nombre Licencia del Motor de Base de Datos PostgresSQL. 
Descripción Se  necesitará  adquirir una licencia del software de 
motor de base de datos PostgresSQL. 
 
Código es_sup_12 
Nombre Licencias para el equipo de desarrollo. 
Descripción Se deberán de comprar licencias de Netbeans para el 















3.2. Fase de Elaboración 
 



























mensaje = "Se guardó un nuevo Cliente";() 
Ingresa Datos() 
BDPrestamos Base Datos 
Cliente 









3.3.2. Diagrama de secuencia de Registro de loggers en el 




Responsables de la entrega 
de LogEvents a su destino y 
luego son filtrados(FILTER) 
log4j.appender.A1.file=C: 
/temp/loggersRegistro.log() 








mensaje para el 
administrador org.apache.log4j.Logger() 
log.error("NO ES POSIBLE :"+ ex.getMessage()); 































Este artefacto presenta vistas arquitectónicas de la aplicación Préstamos, las 
cuales representan los modelos más importantes del sistema guiados por los 
casos de uso arquitectónicamente más significativos. Esta arquitectura hace 
referencia a la estructura global del software y las formas en que esta 
estructura proporciona integridad conceptual al sistema materia de 
desarrollo. La descripción de la arquitectura es importante porque presenta o 
describe una estructura jerárquica de los módulos que presenta el sistema, 
la manera de interactuar de todos los componentes y la estructura de los 
datos presentes en cada módulo, para entender su total funcionamiento. 
Vista de Casos de Uso 
Diagrama de Casos de Uso 
A continuación, la figura Nº 01 muestra el diagrama de casos de uso del 












Casos de Uso relevantes a la Arquitectura 
 
A continuación de muestra la tabla de priorización de los casos de uso. La 
tabla de priorización se ha elaborado en base a tres criterios: 
 
 
CRITERIOS PARA VALORAR A LOS CASOS DE USO PESO RANGO 
(RI) Riesgo tecnológico: complejo de implementar, nuevo, o 






(SA) Significativo para la arquitectura: debe cumplir 






(NC) Naturaleza crítica: de valor para el negocio. 1 0-3 
 


















































Préstamo     























Tabla de priorización agrupado por niveles de prioridad: 
 
CASO DE USO PRIORIDAD COMENTARIO 
 
 




Implementar en fase 
de Elaboración y 
construcción 




Implementar en fase 
de Construcción 







Esquema general de la Arquitectura 
 
A continuación se muestra la figura 2 que representa el diseño general de la 
Arquitectura de Software planteado para el Sistema Prestamos, esta 
















Figura 4: Esquema de la capa de excepciones implementada 
Cómo funciona el framework log4j 
 
Figura 5: Esquema de framework log4j. 
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Permite capturar información de lo que está sucediendo cuando hacen una 
utilización del software tanto información como errores del sistema en tiempo de 
ejecución. 
 
A. Vista: la figura 5 muestra las clases de la capa. Todas las 
clases de la capa de presentación o vista deben ser nombradas 
dependiendo las clases. 
Figura 6: Diagrama de Clases parcial de la capa “vista” 
 
 
B. Controlador: la figura 6 muestra las clases de la capa.  
Todas las clases de la capa de c1_Presentacion deben de interactuar 
con la capa c5_transversal.excepcion que contiene todas las 
excepciones que se van a implementar y con la librería log4j.jar y por 
ultimo log4j.properties (captura los errores) y lo registra en un archivo 
loggersRegistro.log. 




























Figura 7: Diagrama de Clases parcial del “controlador” 
 
 
C. Modelo: la figura 7: muestra las subcapas que contiene, la 
interacción con la capa de c5_tranversal.excepcion, con la librería 





Figura 8: Diagrama de paquetes del “Modelo” 
 
a. Subcapa Entidad: la figura 8 muestra las clases de la 
subcapa. Esta subcapa representa la parte más 
significativa de la arquitectura por estar centrado en 
resolver o hacer cumplir las reglas de negocio. Las clases 
de diseño que aparecen en esta subcapa, representan 
entidades del dominio de problema que se está analizando, 
surgen de los conceptos del negocio y que son 
representados inicialmente en el Modelo de Dominio en 
una fase de análisis anterior. 
Se debe colocar en las clases del diagrama sólo los 
atributos y operaciones más significativas, en especial las 
operaciones que resuelven reglas de negocio. Estas clases 




Figura 9: Diagrama de Clases parcial de la subcapa 
“entidades” 
 
b) sub Capa Persistencia o conexión a base de datos: la figura 9 
muestra la subcapa de la capa y a la vez la clase abstracta “GestorJDBC” 
encargada de gestionar el acceso a las bases de datos usando tecnología 
JDBC. Y la figura 9 muestra las clases de la subcapa “daoPostgreSql”, 









Vista de Implementación 
Diagrama de Componentes 
La figura 12 muestra el diagrama de componentes de la aplicación 
préstamos. Siguiendo el patrón de MVC, la aplicación será implementada en 
2 componentes. Los componentes representan un archivo compilado con 
extensión .jar debido a que está desarrollado en lenguaje Java, además 
cada componente incluye todas las clases compiladas .class que serán 










Capa de excepciones implementada en el software y el framework log4j. 
Figura 13: capa transversal con las excepciones 
 
 






Capturar la excepción creada BaseDatosExcepction y la utilización del 








Implementacion log4j.properties que me permite capturar todo que esta 







Implementación de la excepción ConsultaException para las diversas 
consultas y que heredan de SQLEception. 
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Registro de log para el administrador y excepciones que muestra al usuario 
El archivo que a continuación se muestra su contenido, se creó debido a que 
se utiliza un framework llamado log4j.jar, se utiliza en la codificación del 
código, en donde se quiere capturar los errores tanto de las excepciones 
personalizadas como los errores que muestre el sistema cuando se está 
utilizando. El cual registra la fecha, mes, año, hora, tipo de error, en que 
capa del desarrollo del software está ocurriendo el error, el número de línea, 
registra el mensaje como podemos ver tanto la excepción para el usuario 





Vista de Despliegue 
Diagrama de Despliegue 
Esta vista permite mostrar y describir los nodos en donde serán distribuidos 
físicamente los distintos componentes del Sistema. La arquitectura física del 
Sistema se basará en una distribución de dos niveles, siguiendo la típica 
arquitectura Cliente / Servidor. En el primer nivel, representado por el nodo 
Equipo Cliente (cualquier equipo cliente), se debe configurar o instalar todos 
los componentes de la aplicación préstamos. En el segundo nivel, 
representado por el nodo Servidor de base de datos, se debe configurar o 
instalar todos los componentes del Motor de base de datos y la base de 
datos de préstamos. La aplicación préstamos será ejecutada en el nodo 
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Cliente y hará peticiones al nodo Servidor para conectarse a la base de 
datos y procesar sentencias SQL. 




Nodo 1: Equipo Cliente 
 
 
Tipos de componentes Componentes 
Sistema operativo Windows 7 
Frameworks JDK 1.7 o superior 
Log4j.jar 
Componentes de la aplicación prestamos.jar 
 
Nodo 2: Equipo Servidor de Base de Datos: 
 
 
Tipos de componentes Componentes 
Sistema operativo Windows 7 
Motor de base de datos PostgresSQL 




3.4. Fase de Transición 
3.4.1. Plan de Pruebas 
El principal propósito es encontrar errores y defectos que puedan existir en 
el uso del sistema con el fin de corregirlos. Verificar que los ingresos de 
datos funcionen y no puedan ingresar datos que no estén permitidos. Se 
quiere comprobar que el sistema cumple con los requerimientos 
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establecidos al inicio de la investigación y tenga un rendimiento adecuado 
en el ambiente donde se encuentra instalado. Otro aspecto importante es 
registrar todas las incidencias de errores que puedan ocurrir. 
Este plan de pruebas es para el sistema de préstamos trata de cumplir lo 
siguiente: 
Se utiliza el tipo de prueba de caja negra y un framework log4j para la 
registración de todas las incidencias de las excepciones implementadas 
que pueda ocurrir en su ejecución del software: 
Prueba Funcional: 
 




Asegurar la funcionalidad requerida de entrada 
de datos, su procesamiento y registración de 
errores que por las excepciones implementadas. 
Técnica de Caja 
Negra: 











Ejecutar cada caso de uso, utilizando datos 
válidos y no válidos para verificar lo siguiente: 
 Se obtiene los resultados esperados cuando 
se utilizan datos válidos 
 Cuando se utilizan datos no válidos se 
muestran los mensajes de error o 
advertencia adecuados. 
Utilización del framework para: 
 Registro de errores cuando ocurre en el 
proceso de ejecución. 
 Registro de que está sucediendo en cada 





Se han ejecutado todas las pruebas planeadas 
(todos los casos de usos priorizados han sido 
probados). 
Se ha utilizado el framework para el registro de 



















Resultados de las pruebas 
 
Aquí se incluyen las salidas esperadas para cada prueba, las salidas reales 
y, para cualquier prueba que haya fallado. Se muestran los detalles de 
cada prueba y sus resultados esperados. 
 
Casos de prueba funcional 
 
Responsable de prueba: investigador 
 
Cuadro 2: Nombre del caso de uso: Generar préstamo 
 
PARTICIÓN DE EQUIVALENCIAS 
DATO DE ENTRADA CLASE VALIDA CLASE NO VALIDA 
El DNI es una cadena 
de 8 números 
1. cualquier cadena de 8 
números 
2: cadena menos de 8 
números 
Monto entre 10 y 50000 3. 10<= Monto 50000 4: Monto<10 
 
5:Monto>50000 
Tasa efectiva esta entre 
1% y 3% 
6: 1%<=TE<=3% 7:TEA<1% 
 
8:TE>3% 
Total periodos es una 
cadena de 3 caracteres 
como máximo 
7: Cualquier cadena de 3 
caracteres como máximo. 
8: cualquier cadena más de 3 
caracteres 











































CP- 1, 3,6,9 445201 5000 3 12 El préstamo 
01  03    ha sido 
      registrado 
CP- 1,4,6,9 445201 5 4 8 El monto es 
02  03    inferior. 
CP- 1,3,5,6, 441071 20000 16 10 El préstamo 
03 9 20    ha sido 
      registrado. 
CP- 1,3,7,9 441071 5000 0 6 Tasa efectiva 
04  20    anual no 
      está 
      permitido 
CP- 1,3,6,9 441071    El cliente no 
05  22 existe 
CP- 1,3,6,9, 5000 1 4 60 El préstamo 
06 10     no se ha 
      registrado. 
Nombre del caso de uso: Gestionar Clientes 
 
PARTICIÓN DE EQUIVALENCIAS 
DATO DE ENTRADA CLASE VALIDA CLASE NO VALIDA 
El nombre acepta solo 1: cualquier cadena como 2: cualquier cadena más de 
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cadena de 40 
caracteres como 
máximo y mínimo 4 




3: cualquier cadena menos de 
4 caracteres 
El DNI es una cadena 
de 8 caracteres 
4. cualquier cadena de ocho 
números 
5: cadena menos de 8 
números 
Dirección acepta una 
cadena de 50 
caracteres 
6: cualquier cadena como 
máximo de 50 caracteres 
7: cualquier cadena más de 
50 caracteres 
Correo acepta una 
cadena de 40 
caracteres. 
8. cualquier cadena como 
máximo de 40 caracteres 























CP- 1,4,6,8 SANCHEZ 4452010 SAN SANCHEZ- Se guardó 
01  HERNAND 3 ISIDRO 20@HOTMAIL un nuevo 
  EZ,  530 .COM Cliente 
  KARINA     
CP- 2,4,6,8 CAR 7894511 AV. ALGA_581@G Ingresar 
02   3 SANCHEZ MAIL.COM Nombre 
    CARRION   
    7852   
CP- 3,4,6,9 MALDONA 6450123 III ETAPA SANDRA_785 Nombre es 
03  DO TINCO, 4 MANUEL @HOTMAIL.C superior a 
  SANDRA,  AREVALO OM lo permitido 
  MONICA  984   
CP- 1,5,6,8 MALDONA 6450123 III ETAPA SANDRA_785 DNI es 
04  DO TINCO,  MANUEL @HOTMAIL.C inferior a lo 
  SANDRA,  AREVALO OM permitido 
  MONICA  984  verificar. 
CP- 1,4,7,8 BEDREGA 3060420 BUENOS MANUEL_54_ El correo es 
05  L 3 AIRES 20@HOTMAIL superior a 
  CANALES,  452 .COM, lo permitido 










CP- 3,5,8,10 BEDREGA 3060420 BUENOS MANUEL_54_ Verificar la 
06  L 3 AIRES 20@hotmailL. dirección o 
  CANALES,  452 COM consultar 
  LUZ    con el 
  MARINA    administrad 
      or 
 
 
Resultados de la evaluación de métricas según la fiabilidad del software. 
 






Resumen de pruebas 
60 
 



















La siguiente investigación se analizó un software mediante introspección de 
código y casos de pruebas funcionales, permitiendo conocer cuál era su 
actualidad en el manejo de captura de errores y excepciones. Pudiendo encontrar 
que las excepciones y captura de errores no era el adecuado para tener un 
software seguro y fiable. Se analizó su situación del software y luego se 
implementó la metodología de RUP. El cual siguiendo su estructura se obtuvo los 
siguientes resultados. 
En la primera fase 1 inicio, se analizó los requerimientos no funcionales 
permitiendo encontrar que debería ser un software confiable, escalable, usable y 
robusto, las capturas de excepciones deben de ser reutilizables en las diferentes 
capas del sistema implementado y debe de ser capturados en un registro para el 
control del administrador. Se diseñó el plan del Software para saber cómo se 
estaba estructurando el desarrollo de la investigación, se elaboró los 
requerimientos no funcionales para saber algunos requisitos a tener encuentra en 
la implementación de la excepciones como software tolerante a fallos, madurez, 
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que plataforma se estaba utilizando, que sistema entre otros más , en la fase 2 se 
diseñó se diseñó una nueva arquitectura con las excepciones que se ha 
implementado, el cual esta especificada según la arquitectura modelo, vista, 
controlador, en ella contiene la estructuración de cada una de las capas que 
interactúa tanto con las excepciones y con el framawok log4j para la captura de 
excepciones y registro de loggers 
 
Siguiendo con el desarrollo de la metodología en la fase 3 llamada desarrollo se 
obtuvo según los resultados 3.4.3. Documento de arquitectura de software, el  
cual contenía todos los diseños a tener en cuenta en la implementación de las 
excepciones en el software. 
 
Terminado con el desarrollo en la fase 4 llamado fase de transición se consideró 
las pruebas de caja negra el cual se determinó las clases válidas y no válidas  
para ingresar al sistema tal como indica en el cuadro N° 2, denominada partición 
de equivalencias, con el cual nos permite evaluar la funcionalidad del sistema y 
ver su fiabilidad en cuanto a la detención de errores. 
 
Así como se comprobó la investigación publicada por la Revista Cubana de 
Ciencias Informáticas: describiendo en su artículo el tema (Aplicando métricas de 
calidad a proyectos y procesos durante las pruebas exploratorias, 2013) se enfoca 
en cuatro razones que son evaluar, caracterizar, predecir y mejorar y  como 
utilizar “métricas internas y externas para evaluar el software”. Utilizando la norma 
ISO/IEC 2196 como referencia. El cual se tomó como referencia y poder evaluar 
la fiabilidad del software ya estando las excepciones implementadas el cual se 
midió el grado de la tolerancia a fallos obteniendo en la primera interacción un 
porcentaje de 67% y en la segunda interacción un 97% lo que representa un 
aumento de un 30% en la tolerancia a fallos. 
 
Con respecto la madurez de pruebas en la primera interacción se obtuvo un 33% 
y en la segunda interacción se obtuvo un 83% lo que representa un aumentado un 
50% de madurez del software. 
 
Con respecto a la cobertura de pruebas en la primera interacción se obtuvo un 
100% y en la segunda interacción de un 100% lo que representa que en la 
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primera y segunda interacción las coberturas de pruebas se utilizaron todas las 
diseñadas. 
 
Los resultados confirman la hipótesis planteada, existe una significativa diferencia 
entre la situación anterior a la implementación de la capa de excepciones en el 
sistema en comparación con la situación posterior a la implementación de la capa 
de excepciones en el sistema. La perspectiva de los resultados en tolerancia a 
fallos y madures de pruebas es otra y mientras tanto en cobertura de pruebas se 





Según los resultados y discusiones que se pudieron observar, se obtuvo lo 
siguiente: 
1. Se aumentó el porcentaje de Tolerancia de fallos de un 67% a un 97% con 
la implementación de la capa de excepciones en el sistema. 
2. Se aumentó el grado de madurez de las pruebas de un 33% a un 83% con 
la implementación de la capa de excepciones en el sistema. 
3. Se mantuvo el porcentaje en cuanto al Índice de cobertura de pruebas de 






1. Seguir investigando sobre las diversas formas de utilización del framework 
log4j. 
2. La utilización de la capa de excepciones para la visualización de excepciones 
personalizadas y del framework log4j para el registro de loggers en otros 
proyectos de desarrollo de software. 
3. Seguir utilizando las buenas prácticas de desarrollo como estar estructurado 
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 Desarrollo de metodología 
 
Anexo 1: Plan de Desarrollo de Software 
Introducción 
Propósito 
El propósito de este Plan de Desarrollo de Software es definir el enfoque y 
las actividades de desarrollo en términos de las fases e iteraciones 
requeridas para la implementación de un Sistema de Prestamos”. 
Alcance 
Este Plan de Desarrollo de Software describe el plan general para ser 
utilizado por el investigador de desarrollo del software. Los detalles de las 
iteraciones individuales se describen en los planes de iteración. 
Definiciones, Acrónimos, y Abreviaturas 
Referencias 
 [1] Guía de Casos de Uso a mejorar en el software con la capa de 
excepciones. 
 






Este Plan de Desarrollo de Software contiene la siguiente información: 
 
 Descripción del Proyecto - proporciona una descripción del propósito 
del proyecto, alcance y objetivos. También define los productos de 
trabajo que el proyecto se prevé obtener. 
 Organización del Proyecto - describe la estructura organizacional para 
el investigador del proyecto. 
 Gestión de Procesos - explica el costo estimado y el calendario, define 
las fases más importantes e hitos del proyecto y describe cómo el 
proyecto será objeto de seguimiento. 
 Planes Técnicos de Proceso - ofrece una visión general del proceso 
de desarrollo de software, incluyendo métodos, herramientas y técnicas 
a seguir. 




Descripción del proyecto 
 
Propósito del Proyecto, Alcance y Objetivos 
El propósito de este proyecto de investigación es poner en marcha una 
nueva arquitectura basada en una capa de control de excepciones que 
permita mejorar la fiabilidad del software préstamos. El alcance es cumplir 
con la implementación de todos los requisitos no funcionales relacionados 
a la fiabilidad del software. 
Los objetivos del proyecto son: 
 
 Gestionar y planificar el proyecto en base a un proceso iterativo e 
incremental. 





























Modelo de Casos 


















































Modelo de Datos 











































Prueba Caso de Prueba  c r r 
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 Plan de Prueba  c r  
































 Tener definido el alcance y las estimaciones de esfuerzo y costo al 
finalizar la fase de elaboración. 
 Implementar los requisitos en la segunda y tercera fase del proyecto, en 
las fases de elaboración y construcción. 
 Aplicar las pruebas a las funcionalidades implementadas para 
garantizar la calidad del producto en la segunda y tercera fase del 
proyecto, en las fases de elaboración y construcción. 
 Garantizar que la capa de excepciones implementada en el sistema 
esté con las pruebas de aceptación final, en la última fase del proyecto 
o fase de transición. 
Supuestos y limitaciones 
La fiabilidad es crucial para el software de préstamos lo cual permitirá 
controlar los diversos errores o excepciones que se presenten en la 
utilización del software. 
Productos de Trabajo del Proyecto 
Para el proyecto se ha seleccionado un conjunto de artefactos 
correspondientes a cada disciplina de la metodología RUP. A continuación 
se muestra el marco de desarrollo que permitirá guiar el uso de los 
artefactos en cada una de las fases durante el ciclo de vida del proyecto: 




Evolución del Plan de Desarrollo de Software 
El Plan de Desarrollo de Software se revisará antes del inicio de cada fase 
subsiguiente o iteración. 






























Investigar cual son los porcentajes de errores 
y manejos de excepciones más comunes 
durante los últimos años en el lenguaje de 
programación de java. 
Investigar las dificultades de los 
programadores en trabajar por capas y 
mantener un software limpio (ordenado o 
entendible). 
 
Es el responsable de como diseñar las 
excepciones propias, como funcionaria en el 
software que se está estudiando, capturarlos 
en tiempo de ejecución del software y guardar 
un registro de los errores que se ocasionen. 
Desarrollador(investigador) Es responsable de hacer el seguimiento de su 
propio progreso, Él es también quien 
implementa las ideas, y como tal, puede tener 
que     discutir     las     posibilidades     de    la 






Gestión de Procesos 
Estimaciones del Proyecto 
La estimación de tiempo general del proyecto se muestra en el Plan de 
Fase. Se estima que la fase de inicio debe durar cuatro semanas en una 
sola iteración, la fase de elaboración debe durar 6 semanas con dos 
iteraciones de tres semanas cada una, la fase de construcción debe durar 
6 semanas con dos iteraciones de tres semanas cada una, y la fase de 
transición debe durar dos semanas en una sola iteración 
Plan de Proyecto 

















Tabla - resumen de línea de tiempo 
como responsabilidad importante, debe de 
documentar el código de excepciones a 
medida de lo que vaya avanzando, teniendo 
como objetivo explicar a otros desarrolladores 
aquellas cosas que no resulten evidentes o 
claras a partir de la lectura del propio código 
en sí. 
Fase Nro. De 
iteraciones 
Inicia Finaliza 





















Fase Descripción Hito 
Inicio En esta fase se analizarán 
los procesos del software y 
los requisitos fundamentales 
que definirán el alcance 
inicial del software a mejorar. 
El Plan de Desarrollo de 
Software con las 
estimaciones de tiempo y 
costo, marca el final de la 
fase. 
Elaboración En esta fase se obtiene la 
visión refinada del proyecto a 
realizar, la implementación 
iterativa del núcleo de la 
aplicación, la resolución de 
riesgos altos, nuevos 
requisitos y se ajustan las 
estimaciones. 
Implementación de los 
requerimientos no 
funcionales en el 
software con respecto a 
las excepciones en los 
diferentes casos de usos 
implementados en el 
software. 
Construcción Esta abarca la evolución del 
software hasta convertirse 
en producto  fiable 
incluyendo requisitos 
mínimos. Aquí se afinan los 
detalles menores como los 
diferentes tipos de casos o 
los riesgos menores. 
Revisión de los modelos 
presentes en el plan, 
ayudados por el modelo 
de arquitectura del 
software con respecto a 
la capa de excepciones. 
Transición En esta fase final, el 
programa debe estar listo 
para ser probado, instalado y 
utilizado por el cliente sin 
ningún problema. Una vez 
finalizada esta fase, se debe 
comenzar     a     pensar   en 
Entrega de la primera 
versión del software 
mejorado, con la 
documentación de cada 
caso de uso para que el 
administrador del sistema 
entienda    fácilmente   la 
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 futuras novedades para la 
misma. Desde el punto de 
vista técnico: el proyecto 
está formado por los flujos 
de trabajo fundamentales: 
captura de requerimientos no 
funcionales, análisis, diseño, 
implementación y pruebas. 
Tanto    el     punto     de 
vista gerencial como 
el técnico concuerdan en la 
iteración. 
codificación y la 
estructura que se ha 
seguido al mejorar el 
software. 
Tabla - Fases del proyecto y los principales hitos 
 
 















Modelo  de 
Casos de Uso 




requisitos   y 
elaborar la 









que ayudan en 











Elaboración E1 Elaborar el Modelo de Determina la 
  Modelo de Diseño. estructura de 
  Diseño, el Modelo de los datos que 
  Modelo de Datos. van a ser la 
  Datos, Documento de base para 
  Modelo de Arquitectura poder hacer 
  Despliegue y del Software. un diseño más 
  Diseñar el Modelo de consistente, 
  Modelo de Despliegue. siguiendo la 
  Arquitectura  secuencia de 
  de Software.  los procesos 
    de la empresa. 
Elaboración E2 Analizar el Plan de Revisar los 
  Modelo de Gestión de la requerimientos 
  Dominio y Configuración. del usuario, o 
  agregar  en su defecto 
  alguna  agregar algún 
  especificación  pedido que 
  suplementaria  sea importante 
  adicional.  para los 
    procesos del 
    sistema. 
Construcció C1 Revisar el Documento de Diagramar los 
n  Modelo de Arquitectura casos de uso 
  Diseño y del Software. para entender 
  complementar Casos de Uso con amplitud 
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  lo establecido principal a los actores 
en los mejorar en el que 
Modelos control de intervienen en 
anteriores. errores. los procesos 
  de la empresa. 
Construcció C2 Revisar y Casos de Uso Implementar 
n  complementar secundarios. los diagramas 
  el Plan de Modelo de de casos de 
  Gestión de la Implementació uso 
  Configuración n secundarios 
  . Con la mejora para completar 
   de control de el proceso de 
   excepciones. diseño de la 
    estructura del 
    software. 
Transición T1 Planificar una Entregables del Documentar el 
  última proyecto. proyecto para 
  revisión a los  facilitarle la 
  artefactos  compresión 
  elaborados y  del mismo al 
  entregar la  administrador 
  primera  del sistema. 
  versión del   
  software   




Se contará con una primera versión del producto mejorado al finalizar la 
fase de Elaboración, y con la versión final al término de la fase de 




Cronograma del Proyecto 
Ver el Cronograma de Actividades del Proyecto [3]. 
 




Plan de Dotación de Personal 
No aplica. 
 
Plan de Adquisición de Recursos 
No aplica. 
 








Planes de Iteración 
Ver el Cronograma de Actividades del Proyecto [3]. 
 
Monitoreo y Control del Proyecto 
Plan de Gestión de Requisitos 
Los requisitos para este sistema son capturados en los Casos de Uso, ver 
la Guía de Casos de Uso [2]. 
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Plan de Control de Programa 
No aplica. 
 
Plan de Control de Presupuesto 
No aplica. 
 




Plan de Gestión de Riesgos 
Los riesgos son problemas potenciales que pueden afectar el proyecto. 
Estos riesgos deben ser identificados y listados para describir sus acciones 
de mitigación que permitan reducir la probabilidad de ocurrencia o sus 
acciones de contingencia para solucionarlos si llegan a ocurrir. 
A continuación se listan los 4 principales riesgos, con mayor probabilidad 




Riesgo Mitigación Contingencia 
Estimaciones erradas en esfuerzo 
y tiempo de desarrollo para la fase 
de Construcción. Esto causa mala 
asignación de recursos y no 
cumplimiento con el cronograma 
planificado para terminar el 
desarrollo. 
Al finalizar la fase de 
Elaboración se deben 
hacer estimaciones 
de esfuerzo 
aplicando la métrica 
de Puntos de Casos 
de Uso para tener 
una mayor certeza. 
Coordinar con el cliente 
una ampliación del 
cronograma justificando 
técnicamente el retraso. 
Debe existir también la 
posibilidad de involucrar 
a un programador más 
para apoyar en el 
desarrollo. 
Cambio de requerimientos en 
función al software. Esto causa 
una pérdida de tiempo, porque se 
volvería a realizar de nuevo los 
Mantener reuniones 
periódicas 




requerimientos.   
La pérdida de la Al finalizar cada fase Se debe coordinar con el 
documentación/artefactos del del proyecto se debe grupo de trabajo de 
trabajo del proyecto. Esto causa realizar una copia de generar nuevamente la 
un enorme peligro en el avance de seguridad para tener documentación del 
la construcción del sistema. un respaldo de la código desarrollado. 
 documentación del  
 proyecto.  
El abandono del proyecto, por Realizar los Crear toda la 
diversos motivos. Esto causa que documentos del documentación bien 
el proyecto planificado se retrase. proyecto hechos, para así si viene 
 correctamente otra persona que se una 
 especificado. al proyecto, analice de 
  manera correcta el 
  proyecto y pueda 
  continuar con la 
  construcción del 
  software. 
 
 
Planes de Soporte de Procesos 
Plan de Gestión de Configuración 
Referenciar al plan (nombre del archivo). 
 
Plan de Evaluación 
No aplica. 
 
Plan de Aseguramiento de la Calidad 












































Pago x mes Total (S/.) 
Tesista 8 0 0 
Asesor 8 65 520 
Total S/.520.00 





Equipo Descripción Cantidad Costo(s/.) Total(s/.) 
computadora HD 500 GB Sata 1 1500 1500.00 
de escritorio PROC INT CORE    
 i3 3.70 GHZ    
 Teclado, Mause    
 Monitor 18.5    
Total S/.1500.00 
2. 6. 3 2. 3 “Adquisición de equipos informáticos y de 
comunicaciones” 




Descripción Cantidad Costo x 
unidad(s/.) 
Total(s/.) 
Windows 7 1 219.99 219.99 
PosgreSQL 1 0.00 0.00 
Microsoft Office Professional 
Plus 2013 
1 219.99 219.99 
Netbeans 8.1 1 0.00 0.00 
Total s/.439.98 
Anexo 6: Costo de Microsoft Office 
Anexo 7: Costo de Windows 7 
Anexo 8: Licencia de PosgreSQL 
Anexo 9: Netbeans 
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Materiales e Insumos 
 
 
Descripción Cantidad Costo x 
unidad(s/.) 
Total(s/.) 
Lapiceros 4 0.50 2.00 
Folder 10 1.00 10.00 
Fotocopias 100 0.10 10.00 
Faster 10 0.30 3.00 
Impresiones 1200 0.10 120.00 
Anillados 3 4.00 12.00 
CD rotulados 2 7 14.00 
Total S/.171.00 
2. 3. 2 2. 4 4 “Servicio de impresiones, 
encuadernación y empastado” 









Alimentación 24 25.00 600.00 
Movilidad 24 6.00 144.00 
Total S/.744.00 
 




Costo mensual(s/.) Total(s/.) 
Acceso Internet 8 89.00 712.00 
Total S/.712.00 
 
Consumo Energía eléctrica 
 






Recursos humanos 520.00 
Hardware 1,500.00 
Software 439.98 
Materiales e Insumos 171.00 
Servicios 744.00 
Servicios de internet 712.00 






























































Anexo 6: costo de microsoft office 
 
 




























Anexo 12:Matriz de consistencia 
 
MATRIZ DE CONSISTENCIA PARA ELABORACIÓN DE INFORME DE TESIS 
 
NOMBRE DEL ESTUDIANTE: 
 
Dagner Pillamango Mendoza 
FACULTAD/ESCUELA: 







Arquitectura basada en una capa de control de excepciones 
para mejorar la fiabilidad de la aplicación software  de  
préstamos bancarios. 
PROBLEMA ¿De qué manera la arquitectura basada en una capa de control 
de excepciones influirá en la fiabilidad de  la  aplicación  
software de préstamos bancarios? 
HIPÓTESIS La arquitectura basada en una capa de control de excepciones 





Mejorar la fiabilidad de la aplicación software de préstamos 
bancarios a través de la arquitectura basada en una capa de 




Aumentar el índice de tolerancia a fallos mediante la capa de 
control de excepciones. 
Aumentar el grado de madurez de pruebas mediante la capa de 
control de excepciones. 
Aumentar el índice de cobertura de pruebas mediante la capa  










La investigación tiene como unidad de estudio una aplicación 
software de préstamos bancarios. 
VARIABLES Arquitectura basada en una capa de control de excepciones. 
 
Fiabilidad de la aplicación software de préstamos bancarios. 
 
 










basada en una 
capa de control 
de excepciones 
 
Una técnica que 
permite controlar 
errores durante la 
ejecución en un 
software y “es un 
mecanismo del 
lenguaje que permite 








del manejo de 

















Fiabilidad de la 
 




aplicación con el que el sistema se Medir la Tolerancia de  
software de ajusta a alguna tolerancia a fallos fallos.  
préstamos especificación definitiva del software.   
bancarios. de su comportamiento.    
 (Alan Burns, 2003).    





   las pruebas.  
  Medir la madurez   
  del software.   
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MÉTODOS DE ANÁLISIS DE DATOS Se utiliza la norma ISO/IEC 2196 para la 
evaluacion de metricas 
RESULTADOS  
Se midió el grado de la tolerancia a 
fallos obteniendo en la primera 
interacción un porcentaje de 67% y en 
la segunda interacción un 97% lo que 
representa un aumento de un 30% en 
la tolerancia a fallos. 
 
Con respecto la madurez de pruebas 
en la primera interacción se obtuvo un 
33% y en la segunda interacción se 
obtuvo un 83% lo que representa un 
aumentado un 50% de madurez del 
software. 
 
Con respecto a la cobertura de 
pruebas en la primera interacción se 
obtuvo un 100% y en la segunda 
interacción de un 100% lo que 
representa que en la primera y 
segunda interacción las coberturas de 
pruebas se utilizaron todas las 
diseñadas. 
Los resultados confirman la hipótesis 
planteada, existe una significativa 
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 diferencia entre la situación anterior a 
la implementación de la capa de 
excepciones en el sistema en 
comparación con la situación posterior 
a la implementación de la capa de 
excepciones en el sistema. La 
perspectiva de los resultados en 
tolerancia a fallos y madures de 
pruebas es otra y mientras tanto en 
cobertura de pruebas se mantiene los 
resultados. 
CONCLUSIONES Se aumentó el porcentaje de 
Tolerancia de fallos de 67% a un  
97% con la implementación de la  
capa de excepciones en el sistema. 
Se aumentó el grado de madurez de 
las pruebas de 33% a un 83% con la 
implementación de la capa de 
excepciones en el sistema. 
Se mantuvo el porcentaje en cuanto al 
Índice de cobertura de pruebas de un 
100% con la implementación de la 
capa de excepciones en el sistema. 
 
