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 Seznam uporabljenih simbolov  
Oznaka Pomen Enota Oznaka Pomen Enota 
I/O Vhodno izhodni pin / Uds Izhodna napetost delovne 
točke sistema 
[V] 
Vin Vhodna napetost [V] ∆Uref Sprememba reference 
sistema 
[V] 
Vref Referenčna napetost [V] Ks Ojačanje sistema / 
Vout Izhodna napetost [V] Ts Časovna konstanta sistema / 
Bin Vhod v blokovno funkcijo / Kp Proporcionalna konstanta 
PI regulatorja 
/ 
Bout Izhod iz blokovne funkcije / Ki Integrirna konstanta PI 
regulatorja 
/ 
DuCycle Delovni cikel % Tz Časovna konstanta zaprte 
zanke 
/ 
Uvh Vhodni signal v sistem, pri 
uporabi regulatorja 
»regulirni signal« 
[V] n Pohitritev sistema / 
Uiz Izhodni signal iz sistema, 
pri uporabi regulatorja 
»regulirani signal« 
[V] Gs Prenosna funkcija sistema  / 
Ur Zniţana napetost izhoda 
sistema, ki jo bere 
analogni vhod na Arduinu 
[V] Gpi Prenosna funkcija PI 
regulatorja 
/ 
Uts Izhodna napetost sistema, 
s katero je določena 
časovna konstanta sistema 
[V] Gzz Prenosna funkcija zaprte 
zanke 
/ 
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Povzetek 
Grafični programski jezik Simulink, med drugim omogoča tudi programiranje nekaterih 
mikrokrmilnikov. S to funkcionalnostjo omogoča uporabnikom hitrejši in enostavnejši razvoj 
različnih vgrajenih sistemov. Ene izmed takšnih plošč, katerih programiranje podpira 
Simulink, so tudi mikrokrmilniki iz druţine Arduino. V mojem diplomskem delu sem 
predstavil uporabo okolja Simulink pri programiranju mikrokrmilnika Arduino Due. 
Namen tega diplomskega dela je predstavitev uporabe okolja Matlab-Simulink (v 
nadaljevanju dela samo Simulink) za programiranje mikrokrmilnikov Arduino. V prvem delu 
je opisana uporaba in ponudba funkcionalnosti okolja Simulink v kombinaciji z Arduinom. 
Predstavljena je knjiţnica, ki podpira omenjene mikrokrmilnike, in njena uporaba. Opisani sta 
tudi obe moţnosti uporabe Arduina s programom Simulink, in sicer zunanji (ang. External) 
način, ter prenos in delovanje na strojni opremi (ang. Deploy to hardware). Predstavljena je 
tudi moţnost pisanja novih blokovnih funkcij namenjene Arduino. 
V drugem delu je predstavljena izvedba samostojnega regulatorja, z moţnostjo 
nastavljanja parametrov in reference ter spremljanja trenutnega stanja. Program, za ta 
regulator, je bil narejen v okolju Simulink in naloţen na mikrokrmilnik Arduino. Opisani so 
tudi preizkusi, s katerimi sem določil parametre reguliranega sistema, ter preizkusil kvaliteto 
in zanesljivost delovanja Arduina v vlogi regulatorja. 
 
 
Ključne besede: Simulink, Arduino, Regulacijski sistem 
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Abstract 
Simulink, the graphical programming environment, allows the programming of certain 
external hardware boards. This particular functionality allows users to develop various 
embedded systems simpler and faster. Among many microcontroller boards, which Simulink 
software supports, are also Arduino microcontrollers. In my final work I presented using the 
Simulink environment for programming microcontroller Arduino Due. 
The purpose of this study is to demonstrate the use of Matlab-Simulink (later in the 
work, Simulink only) for Arduino microcontroller programming. The first part describes the 
use and functionality that the Simulink environment, combined with Arduino, offers. The 
library that supports these microcontrollers is presented, as well as its application. The two 
operating modes of Arduino via Simulink, namely External and Deploy to hardware mode, 
are also described. The option of writing new block-function for Arduino, are presented.  
The second part demonstrates the execution of an independent regulator, with the 
possibility of adjusting the parameters, the reference and the monitoring of the current 
situation. The program for this regulator was made in the Simulink environment and loaded 
on to the Arduino hardware. At the end also the tests are presented with which I determined 
the parameters of the regulated system and tested the quality of the operational reliability of 
Arduino in the role of a regulator.  
 
Keywords: Simulink, Arduino, Control system 
 
 
 
  
1  UVOD 
Na področju razvoja in izdelave vgrajenih sistemov ter sistemov vodenja imamo na trgu 
veliko število orodij, ki omogočajo izdelavo takšnih sistemov. Izbiramo lahko med različnimi 
programskimi okolji kot tudi različnimi razvojnimi ploščami. 
Eno izmed uveljavljenih programskih okolij za razvoj in simulacije sistemov vodenja je 
grafično okolje Simulink v programskem okolju Matlab. Simulink nudi širok nabor 
funkcionalnosti, potrebnih za izdelavo in numerične simulacije sistemov. Samo okolje 
podpira programiranje določenih mikrokrmilnikov. Med te spadajo tudi mikrokrmilniki 
Arduino. Programiranje mikrokrmilnikov Arduino podpirajo verzije Simulinka od 2013 dalje 
(vir [17]). To pomeni, da se program, izdelan v Simulink okolju, v celoti naloţi in samostojno 
deluje na omenjenem mikrokrmilniku. Ta zadeva lahko pohitri in hkrati poceni razvoj in 
izdelavo vgrajenih sistemov vodenja. 
V tem diplomskem delu bom opisal uporabo okolja Simulink v kombinaciji z 
Arduinom. Namen dela je teoretično predstaviti funkcionalnosti, ki nam jih Arduino in 
Simulink omogočata, kot tudi na praktičnem primeru prikazati uporabo in analizo kvalitete 
delovanja mikrokrmilnika Arduino na realnem sistemu.   
1.1  Simulink 
Simulink je programsko okolje, ki podpira grafično-blokovno programiranje in je del 
programskega okolja paketa Matlab. Uporablja se pri modeliranju fizikalnih, električnih in 
termodinamičnih sistemov, ter nam omogoča numerične simulacije in analize omenjenih 
sistemov. S pomočjo Simulinka se lahko analiza ţe obstoječih, oziroma razvijanje novih 
sistemov, poenostavi, pohitri in tudi finančno poceni. V veliki meri se ga uporablja v 
kombinaciji z okoljem Matlab, za procesiranje in obdelavo signalov. 
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V mojem diplomskem delu bom Simulink uporabljal pri načrtovanju in izdelavi 
regulatorja. Uporabo tega okolja bi razdelil na 3 bistvene načine uporabe, pri načrtovanju in 
izvedbi sistemov vodenja. Ti trije načini so: 
 Analitična in numerična analiza sistema; kjer obravnavani sistem najprej analitično 
analiziramo in nato izvedemo numerične simulacije le tega. Pri tem je ključnega 
pomena dobro poznavanje sistema s strani načrtovalca, za dobre in zanesljive 
rezultate. Dobra lastnost tega načina je, da so simulacije hitre in tudi poceni, slaba pa 
je ta, da se moţne napake, ki se naredijo pri načrtovanju, pokaţejo šele kasneje na 
realnem sistemu. 
 Uporaba Simulinka in izvedba regulatorja z vhodno-izhodnimi vmesniki; pri tej 
izvedbi mislim način, kadar se med razvojem ţe izvajajo eksperimentalni poizkusi na 
realnem sistemu. Sam algoritem regulatorja, oziroma obdelava podatkov pa se izvaja v 
Simulink okolju. To zajema pridobivanje informacij o sistemu (razni tipi preizkusov, 
iz katerih lahko razberemo potrebne konstante), kot tudi samo izvedbo regulatorja. Pri 
tem potrebujemo vmesnik med računalnikom, na katerem se izvaja Simulink koda, in 
med realnim sistemom, ki ga analiziramo. Vmesnik skrbi, da lahko Simulink zajema 
ţelene podatke in da se, v Simulinku izračunani signali, tudi dejansko pojavijo na 
realnem sistemu. Dobra stvar tega načina je, da lahko sproti preverjamo delovanje 
realnega sistema in s tem se lahko večina napak odpravi ţe med samim razvojem. 
Slabost pa je, da za takšen način potrebujemo več materiala, kar podraţi razvoj in ga 
naredi bolj zamudnega od prej omenjenega načina. 
 Izvedba samostojnega regulatorja na mikrokrmilniku; pri novejših verzijah 
Simulinka, nam le-ta omogoča, da celoten Simulink program naloţimo na 
mikrokrmilnik. Program, narejen v Simulink okolju nato teče na mikrokrmilniku 
neodvisno od Simulinka. Pri tem je treba upoštevati same omejitve mikrokrmilnika, ki 
ga uporabljamo in seveda po potrebi tudi prilagoditi program. Prednost tega načina je 
predvsem v hitrosti izdelave samostojnega regulatorja, saj ni treba pisati kode posebno 
za mikrokrmilnik. Pri enostavnih sistemih se lahko potem takšen regulator tudi 
uporabi v samem končnem procesu, pri bolj zahtevnih, nam pa lahko sluţi kot pomoč 
pri poizkusih, predno damo v izdelavo končni optimiziran regulator. 
Zgoraj opisane moţnosti uporabe Simulinka se med seboj dopolnjujejo. Bolj pogosta je 
kombinacija prvih dveh moţnosti, saj sta ta dva načina bistvena za hiter in kvaliteten razvoj 
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regulacijskih sistemov. Tudi zadnja moţnost ni zanemarljiva, vendar je odvisna od zahtev 
končnega sistema kot tudi od samega razvijalca, ki se odloči, ali jo je smiselno uporabljati 
med razvojem ali pa mogoče celo uporabiti pri končnem sistemu. V nadaljevanju tega dela se 
bom posvetil predvsem zadnji moţnosti uporabe, in sicer delovanju Simulinka ter 
mikrokrmilnika Arduino pri načrtovanju in izvedbi regulatorja. 
1.2  Mikrokrmilnik Arduino 
Arduino je ime za vrsto mikrokrmilnikov, ki se uporabljajo tako na profesionalnem 
področju, kot tudi za domačo/hobi izdelavo raznih aktuatorskih in senzorskih sistemov. Na 
trgu je več vrst teh krmilnikov, cena pa se začne ţe od 10 €, pa vse do 100 €. Ti 
mikrokrmilniki imajo odprtokodno tako strojno kot tudi programsko opremo. 
Omenjeni mikrokrmilnik je izjemno priljubljen predvsem med hobi razvijalci 
elektronskih sistemov, saj je njegova uporaba dokaj enostavna in se ga dobi za nizko ceno. K 
njegovi priljubljenosti pripomore tudi veliko brezplačnega gradiva, ki je na spletu. Eden 
glavnih virov za učenje je spletna stran tega mikrokrmilnika, kjer se dobi tudi veliko primerov 
in knjiţnic za različne aplikacije. 
Mikrokrmilnik Arduino ima lastno programsko okolje Arduino Software (IDE), ki 
uporabniku omogoča enostavno prevajanje programske kode in samo nalaganje te na 
mikrokrmilnik. V zgoraj navedem okolju se uporablja sintaksa C/C++ jezika. Večina 
mikrokrmilnikov se lahko programira s pomočjo USB povezave, ali pa preko posebnih ISP 
(In-Sytem Programming) programatorjev (odvisno od vrste mikroprocesorja). Med uporabniki 
je bolj priljubljen prvi način programiranja (preko USB povezave), saj je tak način hitrejši in 
enostavnejši (Mikrokrmilnik poveţemo z računalnikom preko USB kabla). To nam omogoča 
zagonski nalagalnik (bootloader), ki se izvede ob vsakem zagonu mikrokrmilnika. Bootloader 
je na mikrokrmilnikih Arduino naloţen ţe ob nakupu. (Vir [12]) 
1.2.1  Arduino DUE 
Pri realizaciji moje diplomske naloge bom uporabljal mikrokrmilnik Arduino Due. V 
nadaljevanju so predstavljene značilnosti tega mikrokrmilnika. 
Arduino Due je prvi v seriji mikrokrmilnikov Arduino, ki ima 32 bitni ARM-ov 
procesor in je zato med bolj zmogljivimi v druţini Arduino mikrokrmilnikov (vir [11]). Za 
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bolj zahtevne aplikacije je izjemno uporaben, tako zaradi zmogljivega procesorja kot tudi 
zaradi velikega števila vhodno-izhodnih priključkov.  
 
Napajalna napetost (priporočena) 7-12 V 
Napetost delovanja procesorja 3.3 V 
Število I/O 54 
Število analognih vhodov 12 
Število analognih izhodov 2 
Frekvenca procesorja 84 MHz 
Tabela 1.1:  Bistvene lastnosti Arduina DUE (Vir [11]) 
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2  Opis in uporaba okolja Simulink v povezani z Arduinom 
Novejše verzije Simulinka podpirajo tudi programiranje nekaterih mikrokrmilnikov. Eni 
izmed teh so tudi mikrokrmilniki Arduino. Simulink podpira programiranje mikrokrmilnikov 
Arduino od verzije 2013 naprej. Seveda z vsako novo verzijo ponudijo tudi boljši in širši 
nabor storitev uporabniku. Pri izdelavi diplomskega dela bom uporabljal Simulink 2016.  
2.1  Namestitev knjižnice za mikrokrmilnik Arduino 
Pri inštalaciji Simulinka se knjiţnica, ki podpira uporabo programiranja Arduina, ne 
naloţi sproti, zato jo je treba namestiti naknadno. Sama inštalacija te knjiţnice je enostavna, 
saj poteka skoraj avtomatsko, potrebno pa je imeti odprt uporabniški račun pri spletni strani 
MathWorks. Za inštalacijo je potrebno v okolju Matlab izbrati moţnost Add-ons, nato 
izberemo Get Hardware Support Packages. V oknu, ki se nam odpre, lahko izbiramo ali bi 
ţeleli inštalirati iz datoteke, ali pa iz interneta. V primeru izbire inštalacije preko interneta, se 
nam odpre novo okno, v katerem izberemo, katere dodatke ţelimo namestiti. V meniju 
Support for izberemo Arduino, nato pa v meniju Support packages izberemo paket, ki 
podpira Simulink (pod Description piše Run models on Arduino boards- Slika 2.1). V 
naslednjem koraku se je potrebno še prijaviti v uporabniški račun na MathWorks. Nato je 
treba še strinjati se s pogoji uporabe in potrditi inštalacijo. Prenos datotek in inštalacija 
knjiţnice poteka samodejno. (Vir [6]) 
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Slika 2.1:  Izbira pravilne knjiţnice 
2.2  Opis knjižnice 
Knjiţnica namenjena uporabi mikrokrmilnika Arduino se ne razlikuje od uporabe 
ostalih knjiţnic v Simulinku. Vsebuje blokovne funkcije, namenjene vhodno-izhodnim 
enotam, uporabi senzorjev in komunikaciji mikrokrmilnika z ostalimi napravami. Knjiţnica 
vsebuje 3 sklope funkcijskih blokov (vir [7]): 
 Common. 
 Ethertnet shield. 
 WiFi shield. 
Sklopa Ethernet in WiFi shield vsebujeta funkcijske bloke za komunikacijo z ostalimi 
napravami. Uporabljamo jih, kadar ţelimo mikrokrmilnik povezati v neko omreţje (lahko tudi 
svetovni splet). Pri izdelavi tega dela ju ne bom uporabljal, zato ju ne bom podrobneje 
predstavil. Uporabljal bom le sklop Common, ki vsebuje bloke, ki jih uporabimo za nastavitve 
mikrokrmilnika in vhodno-izhodne enote. 
V nadaljevanju so opisani določeni bloki sklopa Common. 
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Slika 2.2: Funkcijski bloki v sklopu Common , ki je del knjiţnice za podporo Arduino strojni opremi 
Digital Input: Uporablja se za branje digitalnega vhoda. V enem bloku lahko 
definiramo le en vhod. Blok nam vrača boolean-ovo vrednost, glede na napetost na vhodnem 
pinu. V bloku je potrebno izbrati številko digitalnega vhoda, katerega ţelimo uporabljati. 
Določiti je treba tudi čas vzorčenja (ang. Sample time). S tem določimo, na koliko časa naj 
mikrokrmilnik prebere vrednost danega digitalnega vhoda. Vrednost je treba podati v 
sekundah. (Vir [32]) 
Digital Output: Uporablja se za pisanje na digitalni izhod. Enako kot pri prejšnjem 
(Digital Input), v enem bloku lahko inicializiramo le en vhod. Blok sprejema booleanovo 
vrednost, ki nato postavi določeno napetost na določen digitalni izhod, glede na vrednost 
vhoda v blok. V bloku je treba izbrati številko digitalnega izhoda, ki ga ţelimo uporabljati. 
(Vir [20]) 
Analog Input: Ta blok nam omogoča branje analogne vrednosti na določenem 
analognem vhodu. En blok lahko uporabljamo le za en vhod. Vrača nam 10 bitno 
celoštevilsko vrednost, kar pomeni, da ima razpon od 0 do 1023. V primeru, da je na vhodu 0 
V, nam vrne vrednost 0, kadar pa je na vhodu Vref, nam pa vrača vrednost 1023. Za vse 
vmesne točke, je karakteristika te preslikave linearna, podano jo pa imamo v spodnji enačbi. 
      
   
    
       (2.1) 
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Tudi pri tem bloku je treba določiti čas vzorčenja in se ga prav tako kot pri Digital Input 
funkciji podaja v sekundah. (Vir [21]) 
Analog Output: Z njim določimo, kolikšna naj bo napetost na analognih izhodih 
mikrokrmilnika (DAC pin). Mikrokrmilnik Arduino Due ima 2 takšna izhoda. S tem 
funkcijskim blokom nastavljamo vrednost na DAC izhodu od 0,56 V do 2,76 V. Vhod v 
funkcijski blok je 16-bitno celo nepredznačeno število, vendar se za določanje napetosti 
uporablja le 12-bitov, kar pomeni, da blok sprejema vrednosti od 0 do 4095. Tudi pri tem je 
karakteristika linearna. Izhodna napetost DAC izhoda se izračuna po spodnji enačbi (2.2) (Vir 
[22]). 
          (
   
    
)        (2.2) 
PWM: Blok PWM se uporablja za določanje pulzno-širinske modulacije (PWM), na 
določenih izhodih. V nastavitvah je treba nastaviti, kateri PWM izhod ţelimo uporabljati. 
Blok ima en vhod, s katerim določamo vrednost delovnega cikla (ang. Duty-Cycle). Blok 
sprejema 8-bitno nepredznačeno celoštevilsko vrednost, kar pomeni od vrednosti 0 do  255. 
Karakteristika med vhodom v blok in delovnim ciklom na PWM izhodu je linearna, opisuje 
pa  jo spodnja funkcija: 
         
   
   
      (2.3) 
 Enačba 2.3  nam vrača vrednost delovnega cikla v odstotkih (Vir [23]).  
Serial Recieve: Ta blok nam omogoča sprejemanje podatkov preko serijske povezave. 
Odvisno, kateri mikrokrmilnik uporabljamo, moramo tudi določiti iz katerih komunikacijskih 
vrat (ang. port) ţelimo sprejemati podatke (različne verzije mikrokrmilnikov Arduino imajo 
različno število vrat, ki jih lahko uporabljamo za serijsko komunikacijo). (Vir [24]) 
Serial Transmit: Podobno kot prejšnji blok, tudi ta omogoča serijsko povezavo z 
ostalimi napravami. Razlika je ta, da ta blok skrbi za pošiljanje podatkov, preko serijske 
povezave. Tudi pri tem bloku je treba določiti številko vrat, ki jih ţelimo uporabljati. (Vir 
[25]) 
I2C Read: Omogoča I2C komunikacijo. Sluţi za sprejemanje podatkov in nam 
omogoča branje ţelenih registrov od suţenjske naprave. (Vir [26]) 
I2C Write: Tudi ta blok omogoča I2C komunikacijo. Z njim pišemo na določene 
registre suţenjske naprave. (Vir [27]) 
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SPIWriteRead: Ta funkcijski blok omogoča SPI komunikacijo z zunanjimi napravami. 
V bloku je treba določiti še digitalni izhod, ki je vezan na SS (ang. Select Slave) vhod 
suţenjske naprave. Za začetek komunikacije se ta izhod postavi na vrednost 0. (Vir [28]) 
Standard Servo Read: Vrača vrednost kota zasuka servo motorja. Tip, ki ga funkcija 
vrača, je celo nepredznačeno 8-bitno število. V bloku je treba določiti digitalni vhod, za 
merjenje zasuka motorja. (Vir [29]) 
Standard Servo Write: S tem blokom določimo kot zasuka servo motorja. Velikost 
kota je med 0 in 180 stopinj. Tudi v tem bloku je treba določiti digitalni vhod, preko katerega 
mikrokrmilnik meri kot zasuka. (Vir [30]) 
Continuous Servo Write: Omogoča nastavljanje smeri in hitrosti vrtenja servomotorja. 
Blok sprejema predznačena cela števila od -90 do 90. Predznak pomeni smer vrtenja, število 
pa hitrost vrtenja. Maksimalno hitrost vrtenja je nastavljena, kadar je na vrednost na vhodu v 
blok 90. Če je vrednost na vhodu v blok 0, bo motor miroval, oziroma se bo ustavil. (Vir [31]) 
 15 
3  Izdelava programa 
Izdelava programa v okolju Simulink za mikrokrmilnik Arduino je zelo podobna 
klasični izdelavi Simulink programa. Pri razvoju programa se prav tako uporabljajo blokovne 
funkcije, ki nam jih nudi okolje. 
Pri izdelavi programa imamo dve moţnosti za izvajanje programa. Ena izmed moţnosti 
je ta, da program naloţimo na mikrokrmilnik, nato pa program teče na mikrokrmilniku, 
neodvisno od ostalih naprav. Druga moţnost je zunanji način (ang. External mode), ki 
omogoča spremljanje parametrov in spreminjaje le-teh med izvajanjem algoritma. V 
nadaljevanju bom opisal oba načina delovanja mikrokrmilnika. 
3.1  Zunanji način delovanja  
Kot je ţe zgoraj napisano, nam ta način (ang.: External mode) omogoča spreminjanje 
ţelenih parametrov med samim delovanjem programa na realni aplikaciji. Za delovanje tega 
načina, je potrebna povezava mikrokrmilnika s Simulink programom. Ob prenehanju 
delovanja Simulink programa, se preneha tudi izvajanje algoritma na mikrokrmilniku. 
Omogoči nam komunikacijo med Simulink shemo in mikrokrmilnikom, uporabljenim v 
aplikaciji. Razvijalcu omogoča, da lahko med delovanjem na enostaven način spremlja in po 
ţelji eksperimentira z nastavljanjem določenih parametrov sistema. V tem načinu Simulink 
shemo uporabimo kot uporabniški vmesnik med operaterjem/razvijalcem in samim sistemom. 
Za delovanje v takšnem načinu potrebujemo 2 stvari, in sicer: 
 Računalnik, na katerem se izvaja simulink koda, ki nam omogoča spremljanje 
signalov in spreminjanje parametrov v Simulink okolju. 
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 Mikrokrmilnik, ki skrbi za zajemanje podatkov iz realnega sistema in aktuacijo 
določenih signalov, ki jih ţelimo implementirati v sistem, ter za izvajanje samega 
algoritma, načrtanega v Simulink okolju. 
Zunanji način deluje tako, da se vzpostavi komunikacija med mikrokrmilnikom in 
računalnikom (Simulink programom), ter nato si preko te komunikacije Simulink program in 
mikrokrmilnik izmenjujeta potrebne podatke. Komunikacija med napravama lahko poteka 
serijsko, preko WiFi povezave ali pa preko TCP/IP protokola (vir[9]). 
Simulink program skrbi za sprejemanje podatkov od mikrokrmilnika in omogoča 
spreminjanje parametrov. Simulink pošilja posodobljene podatke na mikrokrmilnik, ki nato na 
podlagi teh podatkov postavljajo izhodne enote na določene vrednosti. Za spremljanje 
podatkov/signalov lahko uporabimo klasične »sinks« bloke. Po ţelji si lahko podatke 
predstavimo grafično, ali pa izpisujemo samo trenutne vrednosti, lahko jih tudi izvozimo in 
shranimo v okolje Matlab. 
Mikrokrmilnik omogoča zajemanje fizičnih signalov iz senzorjev, ki so nameščeni na 
sistem in tudi aktuacijo elementov v sistemu. Skrbi, da se zajeti podatki pošljejo v Simulink 
program, hkrati pa tudi sprejema posodobljene podatke od Simulink programa in na podlagi 
teh postavlja določene vrednosti na izhodne enote. Na mikrokrmilniku teče program, oziroma 
algoritem, ki smo ga načrtali v Simulink okolju. 
Prevajanje in generacija kode v Simulinku se dogaja avtomatsko. Zgenerirata se dve 
različni kodi. Ena je namenjena Simulink programu, druga pa mikrokrmilniški plošči. Obe 
zgenerirani kodi bi razdelil še na dva dela, glede na namen delovanja. Simulink kodo na: 
 del, ki omogoča komunikacijo z mikrokrmilnikom in 
 del, ki skrbi za pošiljanje, sprejemanje in prikazovanje podatkov, ter omogoča 
spreminjanje parametrov. 
Kodo namenjeno mikrokrmilniku pa bi razdelil na: 
 del, ki omogoča komunikacijo s Simulink programom in 
 programski avtonomni del mikrokrmilnika. Ta del skrbi, da se algoritem načrtan v 
programskem okolju Simulink, izvaja na mikrokrmilniku oziroma na realni aplikaciji. 
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Slika 3.1:  Shema delovanja zunanjega načina (Vir [8]) 
Pri uporabi tega načina se moramo zavedati, da je ta način uporaben med načrtovanjem 
in uglaševanju sistemov ter pri eksperimentiranju. Ta način je tudi bolj zamuden kot, če bi 
krmilnik deloval samostojno. Zamuden je zaradi komunikacije, saj mora izvajati kodo, 
namenjeno algoritmu vodenja, kot tudi kodo, namenjeno komunikaciji. Prav ta komunikacija 
vnaša v sistem dodatne zakasnitve. Če imamo opravka z zelo počasnim sistemom in ne 
potrebujemo hitrih ciklov za vodenje sistema, potem bo »navidezno« ta način deloval enako 
hitro, kot če bi vodenje izvajal samo krmilnik, in bo dosegal zahteve za delovanje v realnem 
času. V nasprotnem primeru, če potrebujemo za dobro delovanje sistema hitre cikle, se bo 
sistem v tem načinu drugače obnašal, bo bolj počasen in ne bo dosegal zahtev za delovanje v 
realnem času. V tem primeru lahko poskusimo z optimiziranjem kode, da mogoče odvečne 
dele v kodi odstranimo, eksperimentiramo z uporabo drugačnih funkcijskih blokov, ali pa 
izvajamo poizkuse brez »external mode«. (Vir [8]) 
Na sliki 3.2 je primer programa in opis, kako pognati zunanji način v Simulinku z 
Arduinom. 
18 3  Izdelava programa 
 
 
Slika 3.2:  Zunanji način - Primer 
Če ţelimo mikrokrmilnik pognati v zunanjem načinu, moramo nastaviti simulacijski 
način na »External«. V Simulinku izberemo naslednje moţnosti:   Simulation -> Mode -> 
External, ali pa izberemo opcijo External v zavihku, ki je zraven okna, v katerem določamo 
simulacijski čas. 
Določiti moramo še simulacijski čas. Levo od okenčka kjer izbiramo načine izvajanja 
programa, je okno, v katero vpišemo ţeleni čas delovanja programa. Če ţelimo, da program 
deluje neomejeno, namesto časa vpišemo v okno »inf«. To pomeni, da bo program deloval, 
dokler ga ne ustavi uporabnik (nima omejenega časa delovanja). Ob ustavitvi delovanja 
Simulink programa, se ustavi tudi izvajanje algoritma na mikrokrmilniški plošči, tako da se 
ustavi kompletno vodenje. (Vir [8, 9]) 
3.2  Prenos in delovanje na strojni opremi 
Ta način (ang. »Deploy to hardware«) omogoča, da se Simulink shema naloţi na 
mikrokrmilnik, in se samostojno izvaja na mikrokrmilniku. To pomeni, da lahko sprogramiran 
mikrokrmilnik pustimo samostojno teči na realni aplikaciji, in se bo na njem izvajal algoritem, 
izdelan v Simulink okolju. Takšen način nam ne omogoča spremljanja in spreminjanja 
parametrov, med delovanjem programa, kot nam omogoča external mode. Če bi hoteli 
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omogočiti spreminjanje in spremljanje parametrov tekom delovanja v tem načinu, moramo 
poiskati programsko rešitev za izmenjavo podatkov. V tem primeru bi morali v algoritem 
delovanja našega sistema vključiti še algoritem za komunikacijo z zunanjimi napravami za 
spremljanje in spreminjanje parametrov, seveda pa bi morali tudi zunanjo napravo (lahko je 
tudi računalnik, na katerem teče programsko okolje Simulink) usposobiti za pravilno 
obdelavo podatkov (sprejemanje in prikazovanje). 
Ta način je uporaben predvsem za aplikacije, ki so ţe v končni fazi razvoja in so vsi 
potrebni parametri ţe določeni. Uporaben je torej za pilotne ali pa ţe končane aplikacije, saj 
bo algoritem na mikrokrmilniku tekel samostojno in za delovanje ni potrebna komunikacija z 
zunanjimi napravami. Omogoča nam izvedbo v realnem času in je tudi hitrejši, saj kot je ţe 
zgoraj omenjeno, za delovanje ni potrebna komunikacija z drugimi napravami. 
Princip delovanja tega načina je dosti enostaven. Shema narejena v Simulinku, se 
prevede in generira se koda za izbrani mikrokrmilnik, ki se na tega tudi naloţi. Če so vsi 
parametri v blokovnih funkcijah pravilno nastavljeni, potem se ne bi smele pričakovati teţave 
pri delovanju aplikacije.  
Kot je ţe napisano, se sama izdelava programske sheme ne razlikuje dosti od izdelave 
klasične simulacijske sheme. Uporabljajo se lahko vsi bloki, podprti s strani Simulinka 
(matematične, logične funkcije, funkcijski bloki za vodenje sistemov itd.). Treba je le paziti, 
da so vsi parametri pravilno nastavljeni in seveda na pravilnost številskih tipov, ki jih vodimo 
v blok. Simulink okolje nam nudi tudi moţnosti nastavljanja mikrokrmilnika, preden 
naloţimo programsko kodo (izbiro mikrokrmilniške plošče, hitrost serijske komunikacije 
itd.). 
Simulink program/shemo naloţimo na mikrokrmilnik tako, da izberemo moţnost 
Deploy on hardware. Ob izbiri te moţnosti se Simulink koda prevede v C kodo in tudi naloţi 
na mikrokrmilnik. Ob morebitnih napakah v naši shemi se tudi prevajanje ustavi ter nas 
opozori na zaznane napake. Mikrokrmilnik moramo ročno izbrati, izbira vrat se pa izvede 
avtomatsko. Simulink zazna izbran mikrokrmilnik in vrata, ter tudi avtomatsko naloţi kodo na 
priključen mikrokrmilnik. Avtomatsko izbiro oziroma zaznavanje serijskih vrat 
mikrokrmilnika lahko onemogočimo, kar pa pomeni, da je potem potreben ročni vnos 
serijskih vrat. 
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3.3  Konfiguracija parametrov 
Ročni vnos izbire mikrokrmilnika in ostalih podatkov se nastavlja v zavihku 
Configuration parameters v okolju Simulink. Do te moţnosti pridemo na naslednji način: 
Tools -> Run on Target Hardware -> Options. V razdelku Options imamo razne moţnosti 
nastavitev, kot so načini generacije kode, izbira mikrokrmilnika, nastavitve številskih tipov v 
okolju itd. Večina stvari je ţe nastavljenih, kakor je treba, zato je najbolje, da jih ne 
spreminjamo. Predstavil bom le nastavitve, ki se mi zdijo pomembne pri osnovni uporabi 
Arduina z okoljem Simulink in pa nastavitve, ki sem jih uporabljal pri tem delu. 
 
Slika 3.3:  Zavihek Configuration parameters - Izbira mikrokrmilnika 
Zgornja slika prikazuje okno Configuration parameters. Na desni strani zavihka pod 
moţnostjo Select, lahko izbiramo, katere nastavitve bi ţeleli spreminjati. Opisal bom 
moţnosti nastavitev, ki nam jih nudi izbira Hardware Implementation (vir [10]). V tem delu 
nastavljamo lastnosti, ki so vezane na delovanje mikrokrmilnika. 
Na vrhu pod moţnostjo Hardware board izbiramo kateri mikrokrmilnik bomo 
uporabljali za nalaganje Simulink sheme, oziroma kode. V mojem primeru sem izbral 
mikrokrmilnik Arduino Due.  
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Slika 3.4:  Zavihek Configuration parameters - Device details 
Ko je mikrokrmilnik izbran, se potem moţnosti Device vendor in Device type, nastavita 
samodejno, glede na izbran mikrokrmilnik in ju ni mogoče spreminjati. Device vendor 
pomeni proizvajalca procesorja, ki ga uporablja mikrokrmilnik, Device type pa pomeni tip 
procesorja, ki je nameščen na mikrokrmilniku. Ta dva podatka sta pomembna za prevajanje in 
generiranje kode. 
Naslednja stvar, ki se prav tako nastavi samodejno glede na mikrokrmilnik, je Device 
details. Tukaj so nastavljene velikosti številskih tipov v bitih, ki se uporabljajo. V tem 
zavihku se podatek Largest atomic size  nastavi avtomatsko in ga ni moţno spreminjati. Ta je 
določena tako za celoštevilske (ang. intiger) tipe, kot tudi za številske tipe s plavajočo vejico 
(ang. floating-point). Pomeni pa maksimalno velikost tipa, ki je lahko naloţen in shranjen na 
mikrokrmilnik v enem procesorkem ciklu (ang. atommically loaded). 
Omogoča nam tudi nastavljanje načina kodiranja bajtov, kot so Big Endian in Little 
Endian. To izberemo v zavihku Byte Ordering. Določimo lahko način zaokroţevanja 
celoštevilskih operacij v zavihku Signed intiger division rounds to.  
V spodnjem delu zavihka v delu Target Hardware Resources, se določijo nastavitve 
mikrokrmilniške plošče (vir [10]).  
 Build options: Izbiramo lahko, ali ţelimo le generirati kodo (ang. Build), ali pa 
ţelimo zgenerirano kodo tudi naloţiti na mikrokrmilnik (ang. Build, load and run). 
 Host-board connection: Nastavimo, ali ţelimo, da Simulink samodejno zazna COM 
vrata, ali pa določimo ročni vnos COM vrat. Če imamo več mikrokrmilnikov, 
povezanih na računalnik, je smiselno uporabiti ročni vnos COM vrat, saj s tem 
preprečimo, da bi Simulink začel nalagati program na neţelen mikrokrmilnik.  
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 Overrun detection: Izberemo lahko tudi moţnost, da nam mikrokrmilnik v primeru 
preobremenitve to tudi sporoči. V primeru, da bi se moral en programski cikel začeti, 
še preden se je predhodni končal, pomeni, da je procesor preobremenjen, kar pa se 
izraţa pri počasnejšem delovanju krmilnika in seveda tudi vpliva na delovanje v 
realnem času. Omogočimo lahko, da nam mikrokrmilnik v primeru preobremenitve 
procesorja, to tudi sporoči. Sporoči nam preko digitalnega izhoda, ki ga postavi na 1, 
če je procesor preobremenjen.  
 Analog input channel properties: Odvisno od mikrokrmilnika, lahko določimo 
referenčno napetost za analogne vhode. Te nastavitve so odvisne od vrste 
mikrokrmilnika, saj nimajo vsi mikrokrmilniki moţnosti takšnega nastavljanja. 
Moţnosti, ki jih lahko izberemo, so  Default, External in Internal. Pri izbiri Default je 
izbrana referenčna napetost tista, s katero operira mikrokrmilnik, to je 3.3V ali pa 5V. 
External  pomeni, da bomo za referenčno napetost uporabili zunanjo napetost, katero 
pripeljemo na vhod Vref. Paziti moramo, da upoštevamo omejitve glede maksimalne 
dovoljene napetosti, saj lahko s preveliko napetostjo poškodujemo mikrokrmilnik. Pri 
izbiri Internal, določimo za referenčno napetost, notranjo napetost, ki je ţe določena v 
mikrokrmilniku.  
 Serial port properties: Nastavi se hitrost serijske komunikacije. Različni 
mikrokrmilniki imajo različno število serijskih vrat, zato nam na podlagi izbranega 
mikrokrmilnika, program sam ponudi moţne nastavitve določenih vrat. 
 SPI properties: Omogoča nam nastavitve, ki so pomembne za SPI komunikacijo. 
Nastaviti je treba polariteto (ang. Clock polarity), fazo (ang. Clock phase) in vrsti red 
bitov (MSB ali LSB). 
 Ethernet shield properties: Ta nastavitev se uporablja, če ţelimo v naši aplikaciji 
uporabljati ethernet dodatek. Lahko onemogočimo DHCP in določimo statičen IP-
naslov krmilniku v omreţju. Nastavimo lahko tudi MAC naslov.  
 WiFi shield properties: Ta moţnost nam omogoča uporabo WiFi shielda. Tako kot 
pri ethernet nastavitvah tudi tukaj lahko enemogočimo DHCP in nastavimo statičen 
IP-naslov. Podati moramo tudi SSID naslov. Dodatno nam omogoča tudi nastavitev 
WiFi enkripcije in sicer lahko jo onemogočimo, ali pa izbiramo med WEP in WPA. 
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 External mode: Če ţelimo uporabljati mikrokrmilnik v external mode načinu, potem 
lahko tukaj nastavimo način komunikacije in izbiramo med serijsko komunikacijo, 
TCP/IP ter WiFi.   
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3.4  Pisanje nove blokovne funkcije 
Knjiţnica, ki vsebuje blokovne funkcije za uporabo mikrokrmilnika, vsebuje nekaj 
osnovnih funkcij, namenjenih uporabi mikrokrmilnika Arduino. Če bi hoteli omogočiti 
mikrokrmilniku kakšno dodatno funkcionalnost, je treba ubrati drugačno pot in ustvariti novo 
blokovno funkcijo z ţeleno funkcionalnostjo. Za ustvarjanje dodatne funkcije se uporabi blok 
S-function builder, v katero se potem vpiše programska koda (vir [15]). Programska koda se 
piše v MATLAB, C ali pa C++ jeziku. 
S-function builder nam omogoča, da ustvarimo novo blokovno funkcijo, ki izvaja 
program, ki je v njej zapisan. Okolje, ki nam ga ponudi funkcija, omogoča pisanje programa, 
ki ga bo blok izvajal. Opisal bom izdelavo novega funkcijskega bloka, ki omogoča Arduinu 
pisanje na LCD zaslon, ki ga bom kasneje uporabil pri končnem produktu. Za izvorno kodo 
uporabe LCD zaslona in knjiţnic sem uporabil primer, ki nam ga ponuja okolje za 
programiranje Arduina in s spleta (vir [13]). Pomagal sem si tudi z navodili s spleta (vir [18]). 
Uporabljen material: 
 LCD zaslon DEM16217, 
 Arduino Due, 
 Potenciometer. 
Naj najprej omenim, da pri generaciji nove S-blokovne funkcije, ne gre za pisanje 
klasične programske kode. Programska koda se piše v okolju, ki nam omogoča laţje 
vključevanje in bolj pregledno ustvarjanje kode. Samo kodo je treba razdeliti na več različnih 
delov, in nato te dele posamezno vključevati v program blokovne funkcije. Deli, na katere je 
treba razdeliti program, so:  
 Vključevanje zunanjih knjiţnic in definicija globalnih spremenljivk in funkcij 
 Del za inicializacijo in nastavitev posameznih funkcij, ki jih bo uporabljala blokovna 
funkcija. Ta del se izvede samo enkrat in sicer ob zagonu programa 
 Glavni del namenjen izvajanju funkcij 
Programsko kodo pišemo v okno, ki nam ga S-function builder blok ponudi ob dvojnem 
kliku nanj. Ta je sestavljen iz več zavihkov oziroma delov, kamor posamezne dele 
programske kode pišemo. 
Pod moţnostjo S-function name določimo ime blokovni funkciji. 
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Naslednji podatek, ki ga je treba določiti, je število diskretnih stanj. To določimo v 
zavihku Properties pod opcijo Number of discrete states. Tu določimo število diskretnih stanj, 
ki jih bo imel S-funkcijski blok. V opciji Discrete states (IC) pa določimo spremenljivkam 
diskretnih stanj začetne vrednosti (Initial Conditions). 
 
Slika 3.5:  Inicializacija S-funkcije.  
V zavihku Data properties se določijo vhodi (Inputs), izhodi (Outputs) in parametri 
(Parameters) funkcijskega bloka. Vsem tem stvarem je treba določiti še imena, s katerimi jih 
bomo kasneje v programu klicali. Pod opcijo Data type attributes, se prej omenjenim določijo 
številski tipi. 
 
Slika 3.6:  Lastnosti vhodno-izhodnih parametrov in  podatkov (zavihek Data Properties) 
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V sam program je treba vključiti vse knjiţnice, ki jih bomo potrebovali pri pisanju 
programske kode. Knjiţnice se vključijo v zavihku Libraries. V istem delu se tudi 
inicializirajo globalne spremenljivke. Vse knjiţnice, ki se bodo uporabljale pri izdelavi 
funkcijskega bloka, je treba tudi prenesti v mapo, v kateri je Simulink program shranjen. 
 
Slika 3.7: Vključevanje knjiţnic (zavihek Libraries) 
V zavihku Discrete updates je napisana koda, ki se izvaja le v diskretnih časovih 
trenutkih.  Uporablja se v primeru, če imamo v funkcijskem bloku eno ali več diskretnih stanj. 
S pomočjo spremenljivk diskretnih stanj (xD[n]), lahko program napišemo tako, da bo 
vseboval del, namenjen inicializaciji funkcij (v Arduino okolju je to setup() funkcija) in na del 
ki se bo ponavljal v zanki (loop() funkcija).   
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Slika 3.8:  Posodobitev diskretnih stanj (zavihek Discrete Updates) 
Outputs zavihek vsebuje kodo namenjeno postavljanju izhodov funkcijskega bloka. V 
primeru mikrokrmilnika Arduino se ta del izvaja v diskretnih časovnih korakih, določenih v 
zavihku Sample time value. Za boljšo preglednost se lahko del programske kode piše v ta 
zavihek in stvar tudi deluje. Pri tem se je treba zavedati, da ta zavihek ne dopušča sprememb 
spremenljivk diskretnih stanj. Koda namenjena spremembi diskretnih spremenljivk, mora biti 
napisana v zavihku Discrete Update. V opisanem primeru sem v ta zavihek pisal kodo 
namenjeno loop() funkciji. Ista koda bi se lahko prekopirala v zavihek Outputs in bi stvar tudi 
delovala. 
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Slika 3.9:  Izhodne vrednosti (outputs) 
Ko je celotna programska koda vključena v funkcijksi blok, nam ostane še generacija te 
kode. S klikom na moţnost Build, začnemo prevajanje in generiranje funkcijskega bloka. V 
mapi, kjer je shranjena simulink shema, se zgenerirajo še dodatne datoteke, namenjene 
novemu funkcijskemu bloku. 
V generiranih datotekah je treba spremeniti še dve stvari. Prvo stvar, ki jo je treba spremeniti, 
je sprememba datoteke Wrapper.c v dadoteko Wrapper.cpp. To storimo tako, da datoteko 
enostavno preimenujemo. Ko smo spremenili datoteko iz »c« v »cpp«, je potrebno še v 
datoteki dodati pred vse void funkcije ukaz extern »C« (vir [14, 19]). To lahko storimo kar v 
MATLAB okolju. 
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Slika 3.10:  Dodatek extern "C"  
 
Če pogledamo samo kodo, lahko opazimo, da se le ta malce razlikuje od kode napisane 
v Arduino okolju. V zavihkih Discrete outputs in Outputs, vidimo, da je izvajanje celotne 
kode pogojeno s spremenljivko diskretnih stanj xD[0]. Ta pogoj omogoča, da se koda, 
namenjena inicializaciji funkcij in mikrokrmilnika, izvede samo enkrat, ostala koda, 
namenjena izvajanju algoritma blokovne funkcije, pa vedno, kadar program pokliče funkcijski 
blok.  
Opazimo lahko tudi, da je vsa koda napisana med ukazoma #ifndef 
MATLAB_MEX_FILE in #endif. Ta ukaz omogoča, da lahko programsko kodo pišemo v 
C/C++ jeziku. Pomeni kot nekakšno povezavo med programskim jezikom MATLAB in 
jezikom C/C++. (Vir [16]) 
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Primer končnega programa, narejenega v Simulinku, ki izpisuje vrednosti na LCD 
zaslon prikazuje slika 3.11 
 
Slika 3.11:  Primer programa za uporabo LCD zaslona
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4  Preizkus na realnem sistemu 
V drugem delu diplomskega dela nameravam preizkusiti delovanje mikrokrmilnika 
Arduino še na realnem sistemu. Za programiranje in izdelavo algoritma bom uporabljal 
programsko okolje Simulink. Namen praktičnega dela je preizkus delovanja mikrokrmilnika v 
kombinaciji s Simulink okoljem. Na praktičnem primeru bom primerjal realne odzive sistema 
z numerično simulacijo.  
4.1  Opis sistema 
Praktične poizkuse bom opravljal na sistemu DR300. Sistem vsebuje 2 DC motorja in 
en tahogenerator ter en inkrementalni enkoder. Sam sistem vsebuje 3 načine delovanja 
(Analog, PC, Extern). Pri poskusih bom sistem uporabljal v načinu Extern, kar pomeni, da 
sistem omogoča zunanjo regulacijo. Uporabljal bom en DC motor in tachogenerator za 
izhodni signal sistema. 
 Slika 4.1 prikazuje poenostavljeno shemo sistema, na katerem sem izvajal poizkuse. 
 
Slika 4.1:  Poenostavljena shema sistema 
32 4  Preizkus na realnem sistemu 
 
Sistem vsebuje po en vhodni (Uvh) in izhodni (Uiz) signal. Oba signala sta v obliki 
enosmerne napetosti. Z vhodnim signalom določamo enosmerno napetost na sponkah 
motorja, izhodni signal pa nam vrača enosmerno napetost v odvisnosti od hitrosti vrtenja 
motorja. 
Območje vhodnih in izhodnih signalov: 
     [      ]    (4.1) 
     [      ]   (4.2) 
Izhodni signal je generiran s strani tahogeneratorja. Izhodna napetost je linerano odvisna 
s hitrostjo vrtenja. Pri izdelavi praktičnega primera bom za izhodni signal uporabljal kar 
generirano napetost tahogeneratorja in ne bom opravljal pretvorbe iz generirane napetosti v 
hitrost vrtenja. (Vir [3]) 
4.2  Zajem odziva sistema 
Za zajem odziva sistema sem uporabljal opremo, ki je ţe nameščena v laboratoriju. Pri 
zajemanju izhodnega signala in vzbujanju vhodnega signala sem uporabljal AD/DA 
pretvornik serije NI-PCI. Ta pretvornik nam omogoča branje napetosti na AD delu od -10 do 
10 V in vzbujanje napetosti na DA v istem območju. Pretvornik je moţno povezati s Simulink 
programom, tako da nam omogoča programsko vzbujanje sistema.  
Pri zajemu odziva sistema sem uporabljal Simulink 2014, ker ta verzija podpira 
funkcijske bloke za komunikacijo z NI-PCI pretvornikom. 
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4.2.1  Linearnost sistema 
Pri določevanju linearnosti sistema sem najprej določil delovno območje sistema. To je 
območje, pri katerem se sistem odziva na vhodne signale. 
 
Slika 4.2:  Odziv sistema na stopničaste spremembe vhodnega signala (+∆Uvh=0.1) 
Po določitvi delovnega območja sistema sem opravil poizkus, iz katerega sem določil 
linearnost sistema. Preizkus sem izvedel tako, da sem v delovnem območju postopoma z 
enako amplitudo povečeval vhodni signal v sistem, ter spremljal odziv sistema. Vrednost 
amplitude je bila 0.1V. Graf na sliki 4.2 prikazuje vhodni in izhodni signal regulirnega 
sistema v odvisnosti od časa. 
Prva ugotovitev, ki jo lahko iz grafov razberemo, je delovno območje sistema. Vidimo, 
da ima regulirni sistem tako imenovano mrtvo območje. To je območje, na katerem kljub 
spremembi vhodnega signala ni spremembe izhodnega signala. Naslednja ugotovitev, ki se jo 
prav tako da določiti iz grafov, je tudi nasičenje sistema. Vidimo lahko, da ima sistem tudi 
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zgornjo mejo oziroma, da sistem pride v nasičenje. To je maksimalni moţni odziv sistema, 
kar je v našem primeru maksimalna hitrost vrtenja motorja. Na podlagi prej ugotovljenega 
lahko določimo delovno območje sistema. Delovno območje sistema glede na vhodni signal 
(Uvh), je na intervalu:  
     [       ]   (4.3) 
 
Iz zgornjih grafov se da enostavno določiti tudi linearnost sistema. Če pogledamo 
odzive sistema, vidimo, da so spremembe izhodnega signala premo sorazmerne, glede na 
spremembe vhodnega signala. Iz grafa se lahko določi tudi matematični model odziv sistema, 
v ustaljenem stanju. 
Spodnja tabela prikazuje razbrane vrednosti spremembe izhodnega signala in ojačanje 
za vsako spremembo posebej. 
Uvh – Vrednost vhoda pred začetkom spremembe 
+∆Uvh – vrednost spremembe vhodnega signala v obliki stopnice 
Uiz – sprememba izhodnega signala 
Kp – proprorcionalno ojačanje v izbranem območju 
Uvh +∆Uvh +∆Uiz Kp Uvh +∆Uvh +∆Uiz Kp 
1.1 0.1 0 0 1.9 0.1 0.95 10 
1.2 0.1 0 0 2.0 0.1 0.9 9.0 
1.3 0.1 1.5 15 2.1 0.1 0.85 8.5 
1.4 0.1 0.85 8.5 2.2 0.1 0.65 6.5 
1.5 0.1 0.9 9.0 2.3 0.1 0.6 6 
1.6 0.1 0.9 9.0 2.4 0.1 0 0 
1.7 0.1 0.85 8.5 2.5 0.1 0 0 
1.8 0.1 1.0 10 2.6 0.1 0 0 
Tabela 4.1:  Linearnost sistema 
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Iz tabele 4.1 lahko razberemo ojačanja na posameznih območjih sistema. Iz podanih 
vrednosti je razvidno tudi mrtvo območje in območje nasičenja. Opazimo lahko tudi, da je naš 
sistem dokaj linearen. Linearnost sistema je izraţena predvsem v srednjem delu območja 
delovanja. Nelinearnost sistema se kaţe predvsem na začetku območja delovanja, na prehodu 
med mrtvim in delovnim območjem, ter proti koncu območja delovanja, to je kadar gre sistem 
proti nasičenju. Na podlagi zbranih parametrov v tabeli sem izpeljal matematični model 
pribliţka odziva sistema v ustaljenem stanju.  
Pribliţek odziva sistema opisujejo spodnje enačbe: 
            (4.4)
                  (4.5) 
                   ; 1.3 < Uvh<1.4 (4.6) 
                     ; 1.4 < Uvh<2.2 (4.7) 
                        ; 2.2 < Uvh<2.4 (4.8) 
                   (4.9) 
Enačbe 4.4 – 4.9 opisujejo obnašanje sistema. 
Enačba 4.5 opisuje obnašanje sistema v mrtvem območju. Vidimo, da je izhodni signal 
vedno 0 V, ne glede na vhodni. 
Enačba 4.6 aproksimira pribliţek obnašanja sistema na prehodu iz mrtvega v delovno 
območje. V tem območju je linearna konstanta pribliţka sistema bistveno drugačna od 
preostalega območja. 
Enačba 4.7 predstavlja linearni pribliţek v večjem delu delovnega območja. Primer 
regulatorja, ki ga bom naredil, bo namenjen delovanju v tem območju. 
Enačba 4.8 predstavlja pribliţek sistema na prehodu med delovnim območjem sistema 
in območjem nasičenja. Vidi se, da je tudi v tem delu linearna konstanta pribliţka bistveno 
drugačna od preostalega dela delovnega območja. 
Enačba 4.9 opisuje sistem v nasičenju. Sistem ima konstanten odziv, ne glede na vhodni 
signal. To je maksimalen moţni odziv sistema. 
4.2.2  Določanje reda in prenosne funkcije sistema 
Pri določanju reda in prenosne funkcije sistema sem uporabil preizkus na enotino 
stopnico. To sem določeval v linearnem področju sistema. Rezultat eksperimenta prikazuje 
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graf na sliki 4.3, iz katerega sem tudi določil potrebne parametre linearnega modela procesa 
(vir [2, stran 91-94). 
 
 
Slika 4.3:  Odziv sistema na stopničasto spremembo vhodnega signala (∆Uvh=0.05) 
Ţe iz grafa je razvidno, da je sistem, s katerim imamo opravka, 1. reda. Iz istega sem 
določil potrebne parametre, da sem določil še prenosno funkcijo sistema. 
Ts = 1.8s 
K = 9 
Iz zgornjega sledi, da je prenosna funkcija sistema: 
      
 
      
  (4.10) 
4.3  Načrtovanje PI regulatorja  
Najprej naj omenim, da bom pri izvedbi regulacije sistema za izhodni signal (Uiz) 
uporabljal izraz »regulirani signal«, in za vhodni signal (Uvh) v sistem »regulirni signal« (vir 
[4, stran 129]).  
Pri načrtovanju regulatorja sem izhajal iz prenosne funkcije, zapisane v prejšnjem 
poglavju (5.1). Za cilj delovanja regulatorja sem si postavil pohitritev sistema. Spodnje 
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enačbe opisujejo izpeljavo parametrov PI-regulatorja za n-kratno pohitritev sistema in zaprto-
zančno ojačenje sistema 1, kar pomeni, da izhodni signal sledi referenci (vir [1, stran 73]). 
    
 
    
  (4.11) 
           
 
 
 (4.12) 
    
 
 
  (4.13) 
     
 
      
  (4.14) 
     
      
        
  (4.15) 
Če na podlagi zgornjih enačb in znanih parametrov izpeljemo prenosno funkcijo PI- 
regulatorja, dobimo: 
     
 
 
 
 
   
  
 
 
 (4.16) 
Iz zgornje enačbe lahko določimo konstante PI-regulatorja za zahtevano pohitritev 
sistema. 
    
 
 
  (4.17) 
    
 
   
  (4.18) 
4.4  Izvedba regulatorja z mikrokrmilnikom Arduino DUE 
Kot je ţe napisano, sem se odločil, da bom za izvedbo regulatorja uporabil 
mikrokrmilnik Arduino DUE. Za ta mikrokrmilnik sem se odločil, ker ima 2 DAC (Digital to 
Analog Converter) izhoda. To pomeni, da uporabniku omogoča uporabo analogne napetosti 
na prej omenjenih izhodih, zato ni potrebna uporaba dodatnega filtra, ki bi gladil PWM signal 
v analogno vrednost. 
Pri sami izvedbi regulatorja bom uporabljal en analogni vhod za zajem reguliranega 
signala (Uiz), ter en analogni izhod (DAC) za regulirni signal sistema(Uvh). 
Kot je ţe napisano, sistem podaja regulirani signal (hitrost vrtenja motorja) v obliki 
enosmerne napetosti. Ta napetost je v območju od [-10,10] V. Predznak napetosti je odvisen 
od smeri vrtenja. Pri poizkusu bom motor reguliral samo v smeri, kjer je napetost na izhodu 
pozitivna. Napetost reguliranega signala sistema je lahko večja, kot je dovoljena maksimalna 
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napetost na analognem vhodu mikrokrmilnika. Zaradi preprečevanja poškodbe 
mikrokrmilnika sem uporabljal napetostni delilnik za zajem izhodnega signala. Napetostni 
delilnik je zmanjševal napetost za 3.03 (iz 10 V na 3.3V).  
Za napetosti delilnik sem uporabil potenciometer. Potenciometer sem nastavil tako, da 
mi je zmanjšal napetost iz 10V (max Uiz) na 3.3V(max Ur). Enačba (4.19) opisuje razmerje 
med Ur in Uiz. 
 
Slika 4.4:  Napetostni delilnik uporabljen med izhodnim signalom sistema in analognim vhodom v 
mikrokrmilnik Arduino 
    
   
    
 (4.19) 
Potenciometer sem nastavil s pomočjo NI-PCI bloka, ter mikrokrmilnika Arduina v 
External načinu. Vrednost, ki jo Arduino zajema, sem programsko pretvoril v realno vrednost 
(0-10 V) in jo izpisoval, ter vrednost primerjal z vrednostjo, ki jo vrača NI-PCI blok. 
Potenciometer sem nastavljal, dokler ni Arduino vračal iste vrednosti, kot jo je vračal NI-PCI 
blok. Za uporabo NI-PCI bloka sem uporabljal Simulink 2014, za programiranje Arduina pa 
2016. Oba programa sta delovala hkrati. 
Za regulirni signal sistema je uporabljen DAC izhod mikrokrmilnika. DAC izhod 
omogoča nastavljanje analogne napetosti v območju od 0.56 V do 2.76 V. V poglavju 4.2.1 
sem ţe določil območje delovanja sistema, glede na vhodni signal v sistem, in to območje je 
od 1.3 V do 2.4 V. Vidimo, da je delovno območje sistema v območju napetosti, ki jo lahko 
generira DAC izhod, zato ni potrebno nobenega vmesnega vezja, ki bi moralo opravljati 
napetostno prilagoditev (ojačati ali zmanjšati napetost) med DAC in sistemom. 
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4.4.1  Pohitritev sistema 
Kot sem ţe opisal v poglavju 4.3, sem si za cilj delovanja regulatorja postavil pohitritev 
sistema. Pohitritev sistema me zanima tudi zaradi samega ovrednotenja uporabe 
mikrokrmilnika Arduino kot regulatorja. Pri pohitritvi sistema bom primerjal rezultate na 
realnem sistemu z rezultati numerične simulacije, ki jo bom izvedel v Simulink okolju. 
Potrebne parametre sem izračunal s pomočjo enačb 4.17 in 4.18.  
Odziv pohitrenega sistema sem dobil tako, da sem najprej celoten sistem pripeljal v 
referenčno točko okoli 6.5 V izhodnega signala (dejanska vrednost je bila 6.48 V), nato pa 
sem opravil stopničasto spremembo referenčne točke, in sicer iz 6.5 V na 7.0 V izhodnega 
signala sistema. Programska shema izvedbe preizkusa pohitritve sistema je v prilogi 6.1.  
Grafa na slikah 4.5 - 4.8 prikazujejo primerjavo med obnašanjem pohitrenega sistema s 
PI-regulatorjem in numerično simulacijo le tega. 
 
Slika 4.5:  Regulirani (Uiz) sistema, pri 2-kratni pohitritvi 
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Slika 4.6:  Regulirni signal (Uvh) sistema pri 2-kratni pohitritvi 
 
Slika 4.7:  Regulirani signal (Uiz) sistema, pri 5-kratni pohitritvi 
 
Slika 4.8:  Regulirni signal (Uvh) sistema pri 5-kratni pohitritvi 
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Zgornji grafi 4.5-4.8 prikazujejo obnašanje sistema z implementacijo PI-regulatorja. 
Grafa na slikah 4.5 in 4.7 prikazujeta regulirani signal, grafa na slikah 4.6 in 4.8 pa regulirni 
signal sistema. Na vsakem grafu je narejena primerjava med realnim odzivom in numerično 
simulacijo sistema. Ţe iz grafov je razvidno, da se obnašanje sistema po implementaciji 
regulatorja spremeni. Na prvi pogled lahko opazimo, da se tudi čas prehoda do referenčne 
točke zmanjša. 
Na grafih 4.5 in 4.7 so označene točke, kjer se prehodni pojav začne in kjer sistem 
doseţe 63,2 % končne spremembe reference. S pomočjo teh točk sem grafično določil časovni 
konstanti teh dveh sistemov. Ti konstanti sta izpisani in primerjani z izračunano vrednostjo v 
tabeli 4.2. 
 Uts=Uds+∆Uref*0.632 (4.20) 
           (4.21) 
 
Pohitritev sistema (n) 
Časovna konstanta 
Izračunana vrednost Vrednost določena iz odziva 
sistema 
1x 1.8 / 
2x 0.9 0.9 
5x 0.36 0.36 
Tabela 4.2:  Primerjava časovnih konstant pohitrenih sistemov 
Ţe iz grafov na slikah 4.5 in 4.7 je razvidno, da se odziv realnega sistema ujema z 
numerično simulacijo. Če pa pogledamo pobliţje in določimo časovno konstanto še iz 
grafičnega odziva, prav tako opazimo, da se teoretično izračunane vrednosti ujemajo z 
dejanskimi vrednostmi (Tabela 4.2). Zgornje ugotovitve potrjujejo dobro in deterministično 
delovanje mikrokrmilnika Arduino.  
4.4.2  Odziv na motnje 
Z implementacijo regulatorja v sistem lahko vplivamo na spremembe določenih 
lastnosti sistema. Kot je ţe prikazano v prejšnjem poglavju, pohitritev sistema deluje zelo 
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dobro, pravzaprav, če zanemarimo šum na senzorju, ni odstopanj od numerične simulacije. V 
tem poglavju bom predstavil vpliv regulatorja na motnje v sistemu. 
Implementacijo motnje v sistemu sem naredil programsko. Izvedel sem jo tako, da sem 
sistem pripeljal v delovno točko, nato pa sem po vnaprej določenem pretečenem času na 
izhodu PID bloka programsko odštel neko vrednost. Vrednost, ki sem jo odštel na izhodu PID 
bloka je 0.1. Programska shema preizkusa na motnjo v sistemu je v prilogi 6.2. 
Parametre v funkcijskem bloku PID sem uporabil enake, kot so bili uporabljeni pri 2-
kratni pohitritvi sistema (slika 4.5). 
 
Slika 4.9:  Prikaz reguliranega signala ob nastopu motnje v sistem 
 
Slika 4.10:  Prikaz regulirnega signala v sistem ob nastopu motnje 
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Na zgornjem grafu (Slika 4.9) se vidi, da regulator uspešno odpravi vpliv motnje, ki se 
pojavi v sistemu. Motnja ima vpliv na obnašanje sistema, vendar le za kratek čas, saj regulator 
dokaj hitro izniči njen vpliv in sistem doseţe referenčno točko.  
Opazimo lahko tudi, da je delovanje regulatorja zelo deterministično. Graf na sliki 4.9 
prikazuje primerjavo odziva (reguliranega signala) sistema na motnjo, ki je bila 
implementirana na realno aplikacijo, kot tudi odziv sistema na identično motnjo z numerično 
simulacijo istega sistema. Slika 4.10 prikazuje primerjavo regulirnega signala (Uvh), na 
katerem se pojavi motnja, z numerično simulacijo istega. Če primerjamo odzive numerične 
simulacije in realnega sistema, opazimo, da praktično ni odstopanj med signali. Manjša 
odstopanja se pojavijo zaradi samega šuma na signalih realnega sistema, vendar je ta šum 
zanemarljivo majhen. S tem se da še dodatno potrditi determinističnost regulatorja in 
posledično tudi predvidljivo obnašanje mikrokrmilnika Arduino. 
4.5  Izvedba samostojnega regulatorja 
Za primer končnega prikaza uporabe okolja Simulink in mikrokrmilnika Arduino, sem 
naredil samostojni regulator, z moţnostjo nastavljanja parametrov, spreminjanje reference in 
spremljanja trenutne vrednosti izhoda sistema. 
Pri izdelavi samostojnega regulatorja sem uporabil načine, opisane v prejšnjih 
poglavjih. Izdelan primer je namenjen samostojni uporabi na končni aplikaciji (v mojem 
primeru DC motor). 
Material uporabljen za izvedbo: 
 1x LCD zaslon DEM16217, 
 1x Arduino DUE, 
 2x potenciometer, 
 1x tipka. 
Slike programske sheme, končnega regulatorja in deli programske kode, uporabljene za 
izvedbo regulatorja, so v prilogi 6.3. 
Za del namenjen regulaciji sem uporabil Discrete PID Controller (2DOF) funkcijski 
blok (vir [33]). Regulator je nastavljen kot klasičen PID-regulator, z ţe vnaprej nastavljenimi 
vrednostmi a in b, ter koeficientom filtra diferencirnega dela N. Vrednosti so: a=1, b=1 in 
N=0.01. 
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Za izvedbo uporabniškega vmesnika, sem izhajal iz programske sheme opisane v 
poglavju 3.4. To kodo sem dodelal tako, da omogoča nastavljanje in prikazovanje parametrov 
regulatorja. Naredil sem nov funkcijski blok (ChangeDetect), ki omogoča nastavljanje 
parametrov in spreminjanje reference izhodnega signala sistema. 
Parametri, ki jih je treba določiti za delovanje regulatorja. 
 Kp – Konstanta proporcionalnega ojačanja regulatorja 
 Ki – Konstanta integrirnega dela regulatorja 
 Kd – Konstanta diferencirnega dela regulatorja 
 Uch – Izpisuje vrednost na potenciometru. Ob pritisku na gumb spremenimo 
referenčno vrednost sistema na vrednost Uch, ki je bila v tistem trenutku 
zabeleţena. Sluţi za nastavljanje vrednosti referenčne napetosti na izhodu 
sistema. 
Vsi zgoraj našteti parametri so nastavljivi v območju [0,10]. 
Parametra, ki se izpisujeta v vednost uporabniku: 
 Uref - Referenčna napetost za izhodni signal sistema. Predstavlja referenco 
samemu regulatorju 
 Ucur – Trenutna vrednost signala na izhodu sistema. 
Uporaba regulatorja je enostavna. S potenciometrom se nastavljajo vrednost, s tipko pa 
potrdimo izbiro vrednosti posameznega parametra. Predno regulator poveţemo v sistem, je 
treba potenciometer, ki sluţi za zajemanje izhodnega signala sistema, nastaviti tako, kot je 
opisano v poglavju 4.4. 
Tipko sem vezal na PUSH UP upor, tako da se ob pritisku tipke spremeni napetost na 
uporu (napetost se dvigne iz 0 V na 3.3 V). Ta upor je vezan na digitalni vhod 
mikrokrmilnika. Ko mikrokrmilnik zazna pozitivni prehod na tem vhodu, programsko 
spremeni vrednost izbranega parametra na vrednost, ki je v tistem trenutku zabeleţena in 
izpisana na LCD zaslonu, hkrati pa omogoči izbiranje naslednjega parametra. 
S pomočjo potenciometra spreminjamo vrednost izbranega parametra. Potenciometer 
omogoča spreminjanje napetosti na analognem vhodu. Na podlagi vrednosti, ki jo 
mikrokrmilnik bere na tem vhodu, se nato v programu preračuna vrednost, ki se izpisuje na 
LCD zaslonu pod izbranim parametrom. Ob pritisku na prej omenjeno tipko se vrednost 
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programsko shrani za izbrani parameter, hkrati pa skoči na nastavljanje naslednjega parametra 
in tako naprej.  
Ko so določeni vsi parametri regulatorja, se na zaslonu začnejo izpisovati 3 vrednosti 
(Ur, Ucur in Uch). Ur izpisuje vrednost reference sistema. To je referenčna vrednost 
izhodnega signala sistema. Ucur pomeni dejansko vrednost izhodnega reguliranega signala 
sistema. To je napetost, ki jo generira tahogenerator na izhodnih sponkah sistem. Uch pomeni 
vrednost, ki se bo shranila pod vrednost Ur ob pritisku na gumb, kar pomeni, da sistemu 
spremenimo referenco. 
Ob vklopu na napajanje in ob vnovičnem zagonu mikrokrmilnika se referenca sama 
postavi na 0, kar pomeni, da sistem miruje (DC motor se ne vrti). Ko so nastavljeni vsi 
parametri regulatorja, lahko začnemo z nastavljanjem reference in zagonom sistema. Ob 
spreminjanju reference lahko opazimo, da se spreminja tudi signal Ucur, tako da sledi 
referenci. 
4.5.1  Preizkus končnega PID-regulatorja 
V poglavju 4.4 je prikazano delovanje mikrokrmilnika Arduino Due kot PI-regulator. Iz 
predstavljenih grafov je razvidno, da je delovanje omenjenega mikrokrmilnika v vlogi PI-
regulatorja dobro in zanesljivo. V zadnjem delu sem ţelel še preveriti delovanje končnega 
PID-regulatorja. V tem preizkusu sem uporabil regulator, katerega izvedba je opisana v 
poglavju 4.5. V tem delu sem regulatorju dodal še diferencirni del, da sem lahko primerjal 
odziv PID-regulatorja izvedenega z mikrokrmilnikom Arduino Due. Vrednosti konstant, ki 
sem jih uporabil, so: Kp=1, Ki=6, Kd=2 
 
Slika 4.11:  Regulirani signal (Uiz) sistema reguliranega s končnim PID regulatorjem 
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Slika 4.12:  Regulirni signal (Uvh) sistema reguliranega s končnim PID regulatorjem 
Iz grafov na slikah 4.11 in 4.12 je vidna primerjava med simulacijo in realnim odzivom 
sistema, reguliranega s PID-regulatorjem. Enako kot pri odzivih na slikah 4.5 - 4.8, je tudi tu 
vidno dobro ujemanje obnašanja realnega sistema, z numerično simulacijo istega. Manjša 
odstopanja se pojavijo pri maksimalnih in minimalnih vrednostih signala. Maksimalni 
pogrešek realnega odziva je za 4 % numerične simulacije. 
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5  Zaključek 
V zaključku diplomskega dela bi rad še pokomentiral stvari, ki sem jih ugotovil skozi 
izdelavo končnega dela. Predstavil bom tako prednosti, kot tudi slabosti uporabe okolja 
Simulink z mikrokrmilnikom Arduino. 
Najprej naj komentiram uporabo okolja Simulink z Arduinom. Sama uporaba Simulinka 
s prej omenjenim mikrokrmilnikom ni posebej zahtevna. Pravzaprav se uporaba omejenega 
okolja z mikrokrmilnikom Arduino ne razlikuje od uporabe in izdelave klasične Simulink 
programske sheme. Pri takšnem razvoju programske sheme se lahko uporabljajo vse klasične 
Simulink blokovne funkcije. Za izdelavo enostavnih aplikacij z uporabo okolja Simulink in 
mikrokrmilnika Arduino je potrebno osnovno znanje teh dveh stvari. 
Ena izmed izjemno dobrih in pa tudi pomembnih stvari je sama hitrost razvoja rešitve 
pri uporabi okolja Simulink z mikrokrmilnikom Arduino. Izdelava programa v okolju 
Simulink, je bistveno hitrejša in enostavnejša od pisanja klasičnega programa. Tudi moţnosti 
za same napake so bistveno manjše, saj nas sami funkcijski bloki nekako vodijo k pravilni 
uporabi. Tudi grafična programska shema je bolj pregledna od klasične programske kode. 
Sama uporaba programskega okolja Simulink v kombinaciji z mikrokrmilnikom 
Arduino, se mi zdi smiselna predvsem v razvojni fazi določene aplikacije. Kot je ţe zgoraj 
omenjeno, je sama uporaba Simulinka in Arduina pri načrtovanju in izvedbi vgrajenih 
sistemov zelo hitra in za uporabnika enostavna. Uporaba mikrokrmilnika Arduino v končni 
aplikaciji je seveda odvisna od zahtev sistema. Ena izmed pomembnih stvari pri razvoju in 
prodaji produkta je tudi sama cena in stroški tako razvoja kot tudi same izdelave končnega 
produkta. Arduino je mikrokrmilnik, ki ima veliko različne periferije in je namenjen 
vsestranski uporabi, kar se tudi odraţa v ceni. Namreč, uporabljamo ga lahko za sisteme 
vodenja kot tudi za senzorske sisteme, v pametnih aplikacijah, itd. To mu omogoča 
vsestranska periferija, ki jo ima vgrajeno. V primeru, da neko podjetje ţeli določeno 
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aplikacijo prodajati v večji nakladi (več 10 tisoč proizvodov), se verjetno bolje splača podjetju 
razviti lastno elektroniko namenjeno tej aplikaciji, saj bo podjetje cenovno bolje prišlo skozi. 
Strošek proizvodnje elektronike bo bistveno manjši od nakupa Arduina. Lahko pa imamo 
primer, da se razvija aplikacija, ki se ne bo prodajala v več tisočih produktih, ampak bo 
končno število aplikacij bistveno manjše. V tem primeru pa je vredno razmisliti, ali bi se 
splačala uporaba Arduina v končni aplikaciji, seveda če je sam mikrokrmilnik sposoben 
izpolnjevati zahteve končne aplikacije. Pri tem mislim, ali je sposoben procesirati in 
obdelovati podatke hitro, za kvalitetno delovanje celotnega sistema. 
Uporaba okolja Simulink z mikrokrmilnikom Arduino se mi zdi povsem primerna v 
pedagoške namene, pri poučevanju sistemov vodenja. Kot je ţe omenjeno, je sama uporaba 
kot tudi učenje predstavljenega koncepta zelo enostavno in hitro. Same demonstracije in pa 
tudi eksperimentiranje na določenih sistemih se lahko na hiter in preprost način prikazujejo. 
Pri tem je treba tudi upoštevati dejstvo, da je dosti srednješolcev in študentov inţenirske 
stroke s tem mikrokrmilnikom ţe seznanjena. Večina, ki se izobraţuje v tej smeri, se je ţe 
srečala z omenjenim mikrokrmilnikom in ga tudi uporabila ţe pri kakšni enostavni aplikaciji. 
 Za zaključek bi pokomentiral še samo delovanje mikrokrmilnika v kombinaciji s 
Simulinkom. Na poizkusih je bilo prikazano delovanje Arduina na realnem sistemu. Narejene 
so bile primerjave z numerično simulacijo za pohitritve sistema kot tudi z implementacijo 
motnje v sistem. Iz obojega je vidno dobro in predvidljivo delovanje mikrokrmilnika v 
realnem sistemu.  
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6  Priloge 
6.1  Preizkus pohitritve sistema 
 
 
Slika 6.1:  Programska shema, naloţena na Arduina, pri preizkusu pohitritve sistema. 
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6.2  Preizkus odziva na motnjo 
 
 
Slika 6.2:  Programska shema, naloţena na Arduina, pri preizkusu odziva sistema na motnjo. 
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6.3  Simulink program in slike končnega PID-regulatorja 
 
Slika 6.3:  Električna shema vezave končnega PID-regulatorja (Vir [5]) 
 
Slika 6.4:  Reguliran sistem (DC motor) 
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Slika 6.5:  Vhod in izhod sistema 
 
Slika 6.6:  Slika končne vezave PID-regulatorja (Arduino DUE in LCD uporabniški vmesnik) 
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6.3.1  Simulink shema nastavljivega PID regulatorja 
 
Slika 6.7:  Simulink shema nastavljivega PID-regulatorja 
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6.3.2  Programska koda ChangeDetect funkcijskega bloka 
 
 
Slika 6.8:  Zavihek initialization  
 
Slika 6.9:  Zavihek libraries  
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Slika 6.10:  Zavihek discrete update  
 
Slika 6.11:  Zavihek outputs  
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Programska koda v zavihku Outputs: 
 
if(xD[0] == 1) 
{ 
    #ifndef MATLAB_MEX_FILE 
     
        if(counter==0){ 
                    Kp[0]=in[0]; 
                } 
        else if(counter==1){ 
                    Ki[0]=in[0]; 
                } 
        else if(counter==2){ 
                    Kd[0]=in[0]; 
                } 
         
        if((lastButtonState == 0)&&(trig[0] == 1)){ 
             
            if (counter<4){ 
                ++counter; 
                //Kp 
                if(counter==1){ 
                    Kp[0]=in[0]; 
                } 
                //Ki 
                if(counter==2){ 
                    Ki[0]=in[0]; 
                } 
                //Kd 
                if(counter==3){ 
                    Kd[0]=in[0]; 
                } 
                } 
                 
            else{ 
                out[0]=in[0]; 
            } 
        } 
            lastButtonState=trig[0]; 
            Counter[0]=counter; 
  
    #endif 
} 
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6.3.3  Programska koda LCD funkcijskega bloka 
 
Slika 6.12:  Zavihek initialization  
 
Slika 6.13:  Zavihek libraries  
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Slika 6.14:  Zavihek discrete update  
 
Slika 6.15:  Zavihek outputs  
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Programska koda v zavihku Outputs: 
 
if(xD[0] == 1) 
{ 
    #ifndef MATLAB_MEX_FILE 
    if(Count[0]<3){ 
        lcd.setCursor(0,1); 
        lcd.print("    "); 
        lcd.setCursor(0,1); 
        lcd.print(Kp[0],2); 
        lcd.setCursor(6,1); 
        lcd.print("    "); 
        lcd.setCursor(6,1); 
        lcd.print(Ki[0],2); 
     
        lcd.setCursor(11,1); 
        lcd.print("           "); 
        lcd.setCursor(11,1); 
        lcd.print(Kd[0],2); 
    } 
  
    else{ 
        if(Count[0]==3){ 
            lcd.setCursor(0,0); 
            lcd.print("                "); 
            lcd.setCursor(0,1); 
            lcd.print("                "); 
             
            lcd.setCursor(0,0); 
            lcd.print("Ur"); 
  
            lcd.setCursor(6,0); 
            lcd.print("Ucur "); 
  
            lcd.setCursor(11,0); 
            lcd.print("Uch "); 
        } 
         
        lcd.setCursor(0,1); 
        lcd.print("      "); 
        lcd.setCursor(0,1); 
        lcd.print(Ur[0],2); 
        lcd.setCursor(6,1); 
        lcd.print("      "); 
        lcd.setCursor(6,1); 
        lcd.print(Ucur[0],2); 
     
        lcd.setCursor(11,1); 
        lcd.print("      "); 
        lcd.setCursor(11,1); 
        lcd.print(Uch[0],2); 
    } 
    #endif 
} 
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6.3.4  Pretvorba za DAC izhod 
 
Slika 6.16:  Shema pretvorbe za DAC izhod 
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