This paper proposes a design of symmetric block cipher algorithm using key-dependent permutations. The main objective is to develop a robust symmetric encryption algorithm resistant to linear and differential attacks. The design resembles Fiestel structure but uses dynamically generated permutation and substitution tables in each round during encryption process to achieve good confusion and diffusion. Plain texts of various sizes are subjected to the algorithm
Introduction
The paper deals with design of a symmetric block cipher based on Fiestel structure. Our design allows the system to encrypt data in plaintext blocks of fixed key size into ciphertext blocks of plain text block's size. The cipher we have developed resembles DES [1] in terms of operations that are performed in a round. But it uses a variable key length of plaintext blocks, which is an integer multiple of 64-bit blocks. Dynamic permutation tables are constructed by two-key dependent permutation algorithm using pairs of keys derived from key information for generating various tables. Designing a block cipher is easy but difficulty lies in designing a block cipher that is not only secure but can also be easily implemented. To understand the design of our cipher, the following concepts related to cryptography are briefly presented.
Cryptography is the study of methods of sending messages in disguised form so that only the intended recipients can remove the disguise and read the message [2] . Security concerns such as confidentiality, data integrity, entity authentication, and data origin authentication [3] are addressed by cryptographic algorithms. The scheme enables sender and receiver to transmit and receive messages over an insecure channel in a scrambled form that an opponent will be unable to recognize.
The modern design of block ciphers is based on the concepts of product ciphers and Feistel ciphers. A product cipher combines two or more basic operations such as transpositions, simple substitutions, arithmetic operations, modular multiplication, translations and linear transformations to construct a complex encryption function. A substitution-permutation network is a typical example of a product cipher that uses a number of rounds each involving substitutions and permutations leading to improved security.
Materials and Methods
This section provides brief insights into Fiestel cipher, TKDP algorithm and DES algorithm.
Fiestel Cipher
Fiestel cipher is an iterated block cipher that employs a round function which is repeated in each round during encryption and decryption. Parameters such as block size, key size, number of rounds, round key generation function and an arbitrary round function are considered in design of a Fiestel cipher. Some of the Ciphers that use Fiestel structure are DES, Lucifer, FEAL, Khufu, Khafre, LOKI, GOST, CAST, Blowfish, etc. [4] . The outline of the algorithm is as follows [3] :
It maps a 2 -bit plaintext ( 0 , 0 ), where 0 and 0 are -bit blocks, to a ciphertext ( , ) through an -round process where ≥ 0.
For 1 ≤ ≤ , round maps ( −1 , −1 ) → ( , ) as follows:
) , where the is obtained from the encryption key . The ciphertext output is ordered as ( , ).The blocks are swapped after the last round. Decryption is performed using the same -round process but with round keys used in reverse order, through 1 . function of the Feistel cipher is not necessarily an invertible function. It may involve a chain of basic operations of product cipher to improve security. function is guaranteed to be reversible. Since XOR operation is subjected to the left half and the output of the round function, it is true that −1 = −1 ⨁ ( −1 , )⨁ ( −1 , ). A cipher that uses this design is guaranteed to be reversible as long as the inputs to f in each round can be reconstructed.
DES Algorithm
DES is a Fiestel structure based symmetric block cipher which encrypts data in 64-bit blocks, producing 64-bit blocks of ciphertext. The input key is expressed as 64-bit number in which every eighth bit is used as a parity bit which can be ignored. Because of this, the effective key length is 56 bits. Each round in DES is a combination of substitution and permutation to achieve confusion and diffusion on the plaintext based on the key. As DES uses 16 rounds of encryption, the same combination of techniques are applied on the plaintext 16 times.
In each round i, key bits are shifted, and then 48 bits are selected from 56-bit key to produce a round key . After initial permutation, the 64-bit plaintext is bifurcated into 32-bit halves 0 and 0 . Each round takes 32-bit inputs −1 and −1 from the previous round and produces 32-bit outputs and for 1 ≤ ≤ =16, as follows [3] :
Two-Key Dependent Permutation (TKDP) Algorithm
This algorithm is an indispensable part of our cipher because it is employed for constructing various permutation tables for use in the cipher. It generates a permutation Step 1. Initialization
This step initializes the variables y and z with 1 and p which is the product of 1 and 2. We initialize set = {1,2,3, ⋯ , } where size denotes the number of letters/bits in the given text block. Initially, set is empty.
Step 2. Generation 1 , 2 , 3 , ⋯ are generated and added to . During each iteration new values for w, x, y, z and p are computed.
Step 3. Replacement
Duplicate elements in the set generated in the above step are replaced with -1.
Step 4. Unique Set Construction
Unique set of positive integers is being constructed by removing elements with -1 from the set .
Step 5. Set Difference Operation
This step produces a set consisting of elements that are in but not in .
Step 6. Sorting Elements of the set are sorted in descending order.
Step 7. Placement
As the elements of are scanned from left to right, -1s and 0s are replaced by successive elements of . This process is repeated until the last occurrence of -1 or 0 is replaced with the last element of the set . The set is, now consisting of elements from 1 through size but permuted in some order which depends on 1 and 2 values.
TKDP based Symmetric Block Cipher (TKDPSBC)
This section provides the complete description of the TKDP based Symmetric Block Cipher we have designed. It is a variable key size symmetric block cipher capable of processing ℎ-bit blocks of plaintext P and producing ℎ -bit blocks of ciphertext C. As in DES, the system computes 16 round keys from the encryption key K, one for each round. To compute these round keys, the system uses the same approach as in DES but replaces DES's PC1, Shift Operation and PC2 with key-dependent dynamic tables. The system uses dynamic permutation and substitution tables formed by TKDP algorithm using key information computed from the encryption key in contrast to static permutation and substitution tables used in DES. A set of distinct pairs of keys (MK i , SK i ) where 1 ≤ i ≤ r = 16 is required to generate tables by TKDP algorithm for use with our system. These pairs of keys are derived from the original key and its reverse. The system utilizes a few permutation tables generated directly from TKDP algorithm and other tables derived from pre-generated tables by TKDP algorithm to achieve both confusion and diffusion. One of the notable characteristics of our system is that it produces distinct key length ciphertexts for repeating key length plaintext blocks given the same key. This is realized by using a negation table whose entries can be used to dictate which bit position in consecutive blocks can be inverted. After having complemented a bit in the current block, all the steps thereafter are similar to their counterparts in DES except for permutation and substitution tables that are generated by TKDP algorithm using key pairs derived from the key.
Padding precedes the negation. Padding is always done in last block with spaces when a plaintext length is not a multiple of ℎ bits so that the plaintext length becomes an integer multiple of ℎ bits. After negation, Initial Permutation (IP) is applied to bit-permute the output of the negation process before the first round. Following this, the output of the initial permutation is divided into equally sized left and right halves L 0 , R 0 . The right half R i−1 and the round key RK i is subjected to a function F, which is a combination of expansion permutation, XOR operation, substitution, and permutation whose ℎ/2 -bit output is combined with current left half L i−1 via XOR operation to obtain the new right half and old right half R i−1 becomes the new left half L i in the next round i. A new expansion permutation table and permutation table is generated for each round. The round function should be repeated 16 times with R i , L i and a corresponding round key RK i . After the last round, right half R 16 and left half L 16 should be swapped and concatenated. Finally, the Inverse Permutation (IP −1 ) should be applied to concatenated halves to produce the cipher text C for the given plaintext P. The decryption uses the same algorithm and involves the same steps but with round keys applied to internal rounds in reverse order. After the last round, both right and left half are interchanged and joined together to form a concatenated pre-final plaintext P ′ . Finally, the pre-final plaintext is subjected to the negation process to obtain the original plaintext P.
TKDPSBC Encryption
TKDPSBC includes 12 steps. They are Key Generation, Key Pair Generation for Two-Key Dependent Permutation, Padding, Negation, Initial Permutation, Expansion Permutation, XORing expansion permutation output with round key, Substitution Function, Permutation, XORing permutation output with left half, Swapping and Inverse permutation. The Figure 1 shows the general structure of the TKDPSBC. All the operations shown inside dashed polygon in the figure are repeated 16 times. These steps are described in the following subsections.
Key Generation
The system has been designed to support variable encryption key K which is an integer multiple of ℎ bits. The base key length used is 64 bits. As in DES, A ℎ -bit is used as input to our algorithm. The system also has a round key generation function which generates 16 round keys, one for each round. These round keys are generated using the following steps:
The bits of the key K are numbered from 1 through 64.
2.
Every 8 th bit in the original key, K is discarded to form a ( ℎ × 0.875)-bit key K1.
3.
A permutation table PK1 with key length entries is formed by using a key pair (MK 1 , SK 1 ) and the elements which are divisible by 8 are eliminated to produce a permutation compression PCK1 with ( ℎ × 0.875)bits.
4.
K1 obtained in step 2 is permuted by using permutation compression PCK1 to obtain the resulting key K2.
Figure 1 TKDPSBC Encryption

5.
K2 is divided equally into two halves, left key half (LK2) and right key half (RK2).
6.
Each half is subjected to a circular left shift of 1 or 2 or 3 bits. How this operation is to be applied on bits of each half is governed by a shift table ST which is formulated as follows:
A permutation table PS is generated by using a key pair (MK 3 , SK 3 ).
b)
Elements divisible by 4 are replaced with 2 and those, which are not, are replaced with the remainder.
7.
After the shift table has been constructed in this fashion, a circular shift operation on each half for each round is done separately as per the shift table. This operation results in two shifted values LSK2 i and RSK2 i for each round i.
8.
Then, LSK2 i and RSK2 i are concatenated to form a key K3 and a round key RK i is generated as follows: a)
A permutation table PK3 i with ( ℎ × 0.875) elements is generated for round i using a key pair (−MK i , SK i ).
b)
The elements in PK3 i divisible by 7 are eliminated sequentially to form a compression permutation table PCK3 i which is then applied on K3 to obtain round key RK i with ( ℎ × 0.75) bits for use in round i with expansion permutation E i . Figure 2 shows various steps of TKDPSBC Key Generation.
Key pair Generation for Two-Key Dependent Permutation
To produce distinct key pairs (MK i , SK i )for use in encryption rounds, the given key K and its reverse K′ are employed first to formulate two 64-bit decimal values, MK1 and SK2, respectively for building a permutation table KP1 with ℎ elements. Another permutation table KP2 with key length elements is generated by using a key pair (−SK2, MK1). Another set of 64-bit decimal values, MK1′ and K2′ are computed by permuting the bits in key K using KP1 and the reversed key K′ using KP2 respectively.
Since the system consists of 16 rounds of encryption, the 16 pairs of different MK1 and SK2 keys are produced for use in each encryption round. These 16 MK1 and SK2 keys are constructed separately by extracting block of bits from the permuted key PK and the permuted reversed key PK′ respectively. 
Padding
Our system is capable of handling plaintext blocks of varying lengths which should be an integer multiple of ℎ bits. The original plaintext P is divided into a number of blocks whose size is equal to the ℎ used for encryption. The plaintext is padded with spaces if the plain text length is not an integer multiple of given ℎ. The number of bits padded is computed as ℎ -( ℎ).
Negation
We introduce a Negation Table ( NT) which is consists of elements from 1 ℎ in some permuted order. The number of elements in NT is determined based on the number of ℎ -bit blocks in the plaintext. The main intent of this approach is to ensure that distinct cipher text blocks shall always be generated for the same successive plaintext blocks during encryption.
Initially, n is set to 1 if < ℎ, there will be only 64 elements in NT. If > ℎ and / ℎ results in a non-zero remainder, then / ℎ + 1 permutation tables with key length elements are generated by using a key pair (−MK1 ′ + − , SK2 ′ − − ) one after another, where = 1 and their elements are appended to NT. The elements in NT represent positions of bits that are to be inverted in the plaintext blocks prior to encryption. The output of the negation is P′.
Initial Permutation
After having negated bits in successive blocks making up the original plaintext message P as specified in NT, the Initial Permutation (IP), which is governed by the permutation table generated with the key pair (MK 3 , SK 3 ), is applied to P′. The resulting text is IPT.
Expansion Permutation
At this stage in our design, an initial permutation table (IEP i ) with size equal to ( ℎ × 0.75) elements in the range 1 to 48, is generated for constructing expansion permutation table in each round, i using (−SK i , MK i ) key pairs, where i represents the current round number. After IEP i is created in the i th round, its entries are modified so that IEP i shall contain only elements in the range 1 to ℎ/2. This is achieved by performing ( ℎ/2) operations on the elements of the i th permutation table. The modified table is used as expansion permutation table, E i so as to convert the ( ℎ/2) -bit right half into an expanded right half, EP i , made up of ( ℎ × 0.75) bits in the current round. As a result of modulus operations, the values in the range 1 to ℎ/4 are repeated twice and others appear once in the expansion permutation table E i . The reason why we have made this expansion for RHF i is that it needs to be XORed with the round key RK i whose length is ( ℎ × 0.75) bits.
XORing EPi with round keys RKi
After RHF i has been expanded using the E i in the i th round, the output EP i is XORed with round key RK i .
Substitution Function
Our initial design uses 6 × 4 S-boxes that are linearly arranged as in DES irrespective of key length. For a base key length of 64 bits, we use linearly organized 8 S-boxes, but this number varies depending on the key length. So, the number of S-Boxes used for a given key is ( ℎ × 0.125).All S-boxes entries are maintained in a single one dimensional substitution 1.
The first bit and last bit are combined together to form a 2-bit binary number whose decimal value indicates the row index ( ).
2.
The four consecutive bits after the first bit are parsed into its decimal equivalent which is used as column index ( ) for use with the computed in the first step.
3.
After the above steps are completed, the actual index is computed using the formula: 64 * + ( * 16) + , where is the current 6-bit block number which ranges from 0 to 6 − − 1. The decimal value referred to by the actual index in the table is then converted to its 4-bit representation for the current 6-bit block.
4.
All the steps are repeated for all the other 6-bit blocks and their 4-bit binary numbers obtained are combined to form the single output SBO i from the substitution function.
Permutation
A permutation table P i with size equal to that of SBO i is generated in each round,i using a key pair (MK i , −SK i ) and is applied on the output, SBO i from the substitution function so that the bits in SBO i are rearranged in some order to produce PSBO i .
XORing permutation output with Left Half
PSBO i from the permutation P i is XORed with LHF i to obtain the intermediate text XRLHF i to be used as right half RHF i+1 in the next round R i+1 and the RHF i in the current round R i is used as left half LHF i+1 in the next round R i+1 . LHF i+1 and RHF i+1 are concatenated to produce the text RT i+1 for the next round R i+1 .The round text RT i is changed into round text RT i+1 .
Swapping
After the intermediate text, RT 16 obtained in the final round of encryption, its left half (LH RT16 ) and right half (RH RT16 ) are swapped to produce the pre final ciphertext, C′.
Inverse Permutation
The pre final cipher text C′ is subjected to the Inverse Permutation (IP −1 ) which is the inverse of the initial permutation (IP) to produce the final cipher text, C for the given plaintext,P.
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Results and Discussions
Avalanche Effect
In cryptography, the avalanche effect refers to a desirable property of any cryptographic algorithm. In the case of block ciphers, a small change in either the key or the plaintext should produce a drastic change in the ciphertext. The avalanche effect is achieved through a dynamic substitution table generated at run-time using key information in our design. Since the tables used are not static, the system is formidable to both linear cryptanalysis and differential cryptanalysis.
We have conducted two tests one to examine the impact of a single bit change in the plaintext P on the cipher text and the other to know the extent of avalanche effect on cipher text after change in a bit of key K. For the first test, we consider two plaintexts P: 02468aceeca86420 and, P1: 12468aceeca86420.When these plaintexts are subjected to encryption with the same key K: 0f1571c947d9e859, the number of bits in Hexadecimal representation affected between intermediate texts during each round of encryption is shown in Table 1 .
For the second test, we consider the original plaintext P: 02468aceeca86420, the original key K: 0f1571c947d9e859 and an altered key K1: 1f1571c947d9e859 which differs only in the 4 th bit. The plaintext is subjected to our system with two keys and the results are shown in Table 19 . The results from Table 1 and Table 2 indicate that about half of the bits in the ciphertext differ and the avalanche effect is revealed after just a few rounds. Similar tests were conducted on DES. The results after a bit change in plaintext P and key K are shown in Tables 3 and 4 respectively. By comparing test the results of our system with that of DES [6] , we observe that our system affects more number of bits on the cipher text for a plaintext. The avalanche effects produced by TKDPSBC and DES in each round can be understood from Figures 3 and 4 given. Similar tests were conducted on the plaintext blocks of 128,192,256 and 320 bits using keys sizes of 128,192,256 and 320 bits respectively. Table 5 shows sample plaintext blocks P and P1 and keys K and K1 which are used in test runs. P1 differs from P and K1 differs from K only in one bit. Avalanche effects exposed in each round for various sizes of plaintext blocks are shown in Table 6 . Figure 5 shows how avalanche effect in one round dominates over the other with respect to plaintext blocks of varying sizes and corresponding keys shown in Table 5 .The results demonstrate that on an average, about half of the bits in the ciphertext have changed. The average number of bits affected in two plaintext blocks P and P1of sizes 64, 128,192,256 and 320 bits subjected to the same key K are 30, 52, 71,102, and 109 bits respectively.
The average number of bits affected when a plain text block P of sizes 64, 128,192,256 and 320 bits and a key K in which a single bit has changed are subjected to our algorithm are 33,64,97,130, and 155 bits. A change in a key bit improves the average performance of the system drastically when compared to a single bit change in a plaintext P (Figure 6 ). We have also computed percentage of bits affected for the above cases (considering only the effective key sizes) and the results are shown in Figure 7 .
Strength of TKDPSBC
Despite the fact that TKDPSBC is similar to DES in internal operations in each round, it is capable of processing key length-bit plaintext blocks and generating key length-bit ciphertext blocks. The strength of TKDPSBC is enhanced by use of TKDP algorithm. Its strength can be understood from avalanche effect when a single bit of plaintext blocks is changed. The effect appears to be better when distinct keys are applied to the same plaintext block. It can be observed that TKDPSBC is insusceptible to linear [7] and differential cryptanalysis [8] .
Table 1 Avalanche Effect in TKDPSBC: Change in Plaintext Round
Key: 0f1571c947d9e859 Number of bits Affected P: 02468aceeca86420 P1:12468aceeca86420
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Arulmani Kuppusamy et al. The negation process helps in creating confusion by complementing a bit in successive plaintext blocks prior to encryption so that consecutive plaintext blocks are guaranteed to be distinct. TKDPSBC produces a distinct ciphertext for the first key length blocks of plaintext and afterwards it may or may not produce same ciphertext for repeating plaintext blocks that appear after key length blocks of plaintext. Since there correspond to different ciphertexts for repeating plaintext blocks, the attacker will be unable to deduce the plaintext and key as there is a mixture of same or distinct ciphetext blocks mapped to the same plaintext block without holding any statistical relationship whatsoever. The generation of dynamic permutation/substitution tables may pose performance issues in TKDPSBC. Nevertheless, considering the improved security, these issues can be tolerated. The brute force attack on this system requires all possible keys of key space and is highly impossible when a key length of at least 128-bit is used for encryption. 
Conclusion
The TKDPSBC centers on the TKDP algorithm to generate various permutation and substitution tables. Since these tables are constructed using pairs of keys derived from the input key, the system is resistant to both linear and differential cryptanalysis. DES produces the same cipher text block for the repeating plaintext blocks. To overcome this problem, TKDPSBC uses the negation process. The avalanche effect produced by TKDPSBC due to a single bit change in plaintext block/key block is higher than DES. For achieving more security, the system can be used with a key length of at least 128-bits. The system can be easily implemented in software rather than in hardware. The results demonstrate that TKDPSBC can be used as an encryption system even in commercial applications. 
