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Tato práce se zabývá optimalizací stavové regulace DC motoru na FPGA s využitím pro-
gramu LabVIEW a platformy NI cRIO. V první části je v prost edí Matlab/Simulink od-
vozen stavový model daného DC motoru, pro který je proveden návrh zpětnovazební re-
gulace polohy s integrátorem na vstupu a stavovým pozorovatelem s kompenzací poru-
chy metodou LQR. Práce pokračuje p evedením regulátoru do prost edí LabVIEW, kde 
je kód upraven pro použití na FPGA. Dále je aplikace optimalizována s důrazem na vyu-
žití hardwarových prost edků FPGA, kdy je nezbytná zejména práce s datovým typem 
fixed-point. Po úspěšné kompilaci a spuštění na cílovém hardwaru je p ipojen reálný mo-
tor a je provedena série testů. Výstupem práce je funkční stavový regulátor na FPGA a 
uživatelské rozhraní na real-time kontroléru cRIO, které uživateli umožňuje daný DC 
motor ídit a ukládat důležitá data na disk. 
Abstract 
This thesis deals with the optimization of state space controller of DC motor on FPGA in 
LabVIEW environment on NI cRIO platform. In the first part, the state space model of 
the given DC motor is presented in Matlab/Simulink and then the position feedback con-
troller with steady-state error elimination and with state observer with error compensation 
using LQR method is designed. The thesis continues with transforming the controller to 
LabVIEW environment where the code is edited for FPGA use. Next, the focus on FPGA 
hardware resources consumption optimization leads to careful work with fixed-point data 
type. After successful code compilation on target hardware, the real given DC motor is 
connected and the series of tests are performed. The output of the thesis is working state 
space controller running on FPGA and the graphical user interface on real-time host 
cRIO, which enables the user to control the plant and save the data on the disk. 
Klíčová slova 
Stavový regulátor, stavový pozorovatel, LQR, LabVIEW FPGA, stejnosměrný motor. 
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Díky svému širokému využití tvo í v současnosti elektrické pohony významnou část produkce 
v průmyslu, a proto zdokonalování metod simulace p i návrhu těchto celků vede k lepší efekti-
vitě výroby a úspěchu na trhu. Na vývoj jsou dnes kladeny vysoké nároky, a to zejména mini-
mální náklady, dosažení rychlých a spolehlivých simulačních výsledků, které vedou k optima-
lizaci parametrů produktu a k minimalizaci (ideálně eliminaci) rizik p i testování prototypů. 
Splnění těchto kritérií je dosaženo p i simulacích v reálném čase (real-time aplikace), které na-
hrazují experimentální mě ení na prototypech daného výrobku, čímž dochází k významné 
úspo e doby a nákladů na vývoj.  
Numerické simulace elektrických strojů s malou časovou konstantou mohou vyžadovat krátký 
časový krok (menší než mikrosekunda). V takových p ípadech se jako výhodný tah ukazuje 
p esunutí výpočtů z real-time procesoru na FPGA (programovatelná hradlová pole, anglicky 
Field Programmable Gate Arrays), které zajišťuje dostatečnou frekvenci výpočtů i pro velmi 
rychlé systémy. 
 
Obrázek 1.1 - Schéma pohonu 
Tato práce si dává za cíl implementovat metody stavového zpětnovazebního ízení v regulátoru 
na FPGA. Aby byla zajištěna správná a bezpečná funkce motoru, musí být měnič vhodně ízen. 
Hlavním úkolem regulátoru je tedy generovat signály pro polovodičové spínače (většinou tran-
zistory) v měniči, čímž je docíleno požadované úrovně napětí na vstupu do motoru. Mezi další 
úkoly ídicího obvodu pat í obsluha brzdy motoru, monitorování provozních podmínek a 
ochrana výkonových tranzistorů měniče, kdy p i detekci poruchy regulátor vypne napájení, aby 
bylo zabráněno zničení za ízení. 
Během posledních desetiletí bylo rozvinuto mnoho metod návrhu idicího členu. Z hlediska 
hardwaru lze regulátory rozdělit na tyto t i skupiny: 
 Analogové obvody – spojité ízení je dnes na ústupu p ed diskrétním 
 Mikroprocesory – zejména DSP (digitální signálové procesory). 
 FPGA čipy 
Analogové obvody jsou dnes nahrazovány diskrétním ízením zejména z těchto důvodů: offset 
a drift zesilovačů, nižší dlouhodobá p esnost (stárnutí součástek), algoritmus ízení je dán hard-
warem (obtížná modifikace funkce oproti diskrétnímu ízení, kde je algoritmus dán snadno 
upravitelným softwarem), adaptivní ízení vyžaduje velmi složité zapojení obvodů, u složitěj-
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ších soustav je regulátor obvykle dražší. Na druhou stranu dynamické vlastnosti pohonu nezá-
visí na diskretizaci (velikosti kroku výpočtu), a proto analogové obvody mají dobrou odezvu u 
lineárních soustav. Stále se proto používají u ízení nízkonapěťových stejnosměrných měničů 
zejména p i velkých spínacích frekvencích.  
Mikrokontroléry, DSP a FPGA jsou v současnosti jasnou hardwarovou volbou pro vytvo ení 
moderního regulátoru, který ídí výkonový měnič. S neustále se zvyšujícím výpočetním výko-
nem je dnes umožněno jednomu mikroprocesoru ídit celý pohon, který může zahrnovat několik 
měničů. Navíc ceny mikroprocesorů se neustále snižují, což umožňuje jejich uplatnění u níz-
konákladových aplikací. Naproti tomu hlavními argumenty pro použití FPGA jsou zejména 
velmi vysoká rychlost odezvy a z principu paralelní charakter výpočtů (srovnání mikroproce-
soru a FPGA je detailněji rozebráno v kapitole 2.4). Moderní pohony jsou dnes komplexními 
inženýrskými systémy, které v sobě kombinují vysokou účinnost energetické p eměny s pokro-
čilým zpracováváním dat. Kvůli složitosti návrhu jsou dnes komerčně úspěšné pohony obvykle 
výsledkem týmové práce inženýrů s různým odborným zamě ením. 
1.1. Stanovení cílů 
Dle názvu diplomové práce je hlavním cílem aplikovat vhodný typ stavového regulátoru na 
FPGA a otestovat ídicí člen na reálném stejnosměrném motoru. Pro lepší orientaci byly vytvo-
eny následující dílčí cíle, které p ináší náhled do postupu práce. 
 vytvo ení stavového modelu motoru 
 návrh regulátoru 
 simulační ově ení v prost edí Matlab/Simulink 
 p evod do prost edí LabVIEW 
 off-line testování v prost edí LabVIEW 
 vytvo ení regulátoru na platformě cRIO 
 testování na reálném motoru 
Prvním krokem je vytvo ení stavového modelu motoru, kdy dosazením parametrů použitého 
reálného stejnosměrného motoru jej můžeme chápat jako jeho náhradu, na které budou prová-
děny experimenty s různými typy ídicích algoritmů. Poté bude provedena optimalizace nasta-
vení parametrů regulátoru pro vybraný ídicí algoritmus (tzv. MIL simulace, viz kapitola 2.2). 
Výstupem je tedy regulátor naladěný na virtuální model reálného DC motoru. 
Dalším krokem bude p evod virtuálního modelu stejnosměrného motoru a p ipravovaného re-
gulátoru z prost edí Matlab/Simulink do prost edí LabVIEW. Model regulátoru musí být p e-
veden takovým způsobem, aby jeho podoba v LabVIEW umožňovala kompilaci softwaru do 
FPGA na cRIO. Musí být zaručena správnost výpočtu a zároveň nesmí být program p íliš roz-
sáhlý, aby nep ekročil kapacitu FPGA. Správnost výpočtu tedy bude testována opět simulačně 
formou MIL, tentokrát ale v prost edí LabVIEW a to s důrazem na minimalizaci náročných 
matematických operací a na velikost použitých datových typů. 
Po úspěšné kompilaci p ijde poslední krok, kterým bude p ipojení regulátoru na FPGA k reálné 





2. Teoretický rozbor 
2.1. Shrnutí článků souvisejících s tématem práce 
Problematikou teorie ízení se zabývá kniha Modern Control Engineering [1], která se zamě uje 
zejména na analýzu a návrh ídicích systémů. Autor Katsuhiko Ogata knihu koncipoval jako 
učebnici, tudíž jsou p edkládané myšlenky napsané srozumitelně a často jsou demonstrovány 
na ešených p íkladech. Autor u čtená e p edpokládá základní znalosti z oblastí diferenciálních 
rovnic, Laplaceovy transformace, vektorového a maticového počtu, analýzy elektrických ob-
vodů, mechaniky a základů termodynamiky. K ešení p íkladů je využíváno prost edí Matlab. 
Z hlediska tématu práce jsou zajímavé p edevším kapitoly 2, ř a 10 zabývající se modelováním 
ve stavovém prostoru, analýzou stavových modelů a návrhem stavových regulátorů. 
Problémem polohové regulace stejnosměrného motoru se zabývá práce [2], která si klade za cíl 
srovnat různé ídicí algoritmy. Simulace jsou provedeny v prost edí Matlab/Simulink a prak-
tické experimenty realizovány s pomocí softwarových a hardwarových nástrojů firmy National 
Instruments. PID, kaskádový a stavový zpětnovazební regulátor byly vytvo eny pro daný DC 
motor s p evodovkou, u kterého byla snímána poloha rotoru pomocí kvadraturního enkodéru. 
Parametry PID regulátoru byly získány metodou Ziegler-Nichols, kaskádové regulace experi-
mentálně na modelu motoru v Matlabu a parametry stavového regulátoru pomocí metody pole 
placement. 
Srovnání typů regulace PID regulátor Kaskádový regulátor Stavový regulátor 
Náběh [ms] 425 1120 390 
P ekmit [%] 0 6.35 0.5 
Ustálení [ms] 800 3500 550 
Ustálená odchylka [%] 0 0.1 0.04 
Tabulka 1 – Srovnání různých typů regulátoru pro daný DC motor 
U stavové regulace byl použit zpětnovazební regulátor bez integrace na vstupu a bez pozoro-
vatele (viz kapitola 2.6.3), statická odchylka byla kompenzována násobením regulační od-
chylky kompenzační konstantou. Nejp esnějších výsledků bylo dosaženo pomocí PID regulá-
toru a nejrychlejší odezvu vykazoval stavový regulátor. 
Článek [3] se zabývá simulacemi stejnosměrných i st ídavých motorů na základě LabVIEW 
FPGA. Náplní práce je vytvo it stavový model motoru a implementovat jej na FPGA, kdy p i 
malém časovém kroku dosahuje model motoru odezvy blízké tomu reálnému. Z prost edí Lab-
VIEW real-time je poté model ízen a regulován. Jako aproximace integrace byl na FPGA na-
programován algoritmus Runge-Kutta 4. ádu. Tato práce je dobrým základem pro testování 
regulátorů metodou HIL, kdy stačí pozměnit parametry modelu podle daného motoru a navrh-
nutý regulátor k modelu p ipojit. Implementace matic na FPGA není standartním způsobem 
možná, protože LabVIEW FPGA umožňuje práci pouze s 1-D poli. Proto v této práci byla 
použita kombinace clusterů a 1-D polí. Aby mohly být matice zrekonstruovány, je vyžadována 
dodatečná funkce pro vyčítání hodnot z těchto struktur. 
V práci [4] se auto i zabývají návrhem algoritmu ízení tak, aby bylo dosaženo co nejlepší ode-
zvy na skok u servopohonu. Vychází p itom ze stavového popisu stejnosměrného motoru. Vý-
sledná „dynamická synergická metoda“ v sobě zahrnuje ízení polohy, rychlosti i proudu. Si-
mulačně je poté testována na parametrech daného motoru a dosažená odezva na skok má násle-
dující vlastnosti. P i časovém kroku 10 µs a skoku polohy o ř0° dosahuje p ekmitu 0,0167% a 
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ustálené odchylky 0,00025° v čase 6 sekund. Snižováním časového kroku simulace se kvalita 
regulace zvyšuje. 
V práci [5] je s využitím LabVIEW a platformy cRIO analyzována a implementována technika 
návrhu regulace otáček pro čty i stejnosměrné motory, které ídí kola vozítka Mars rover. Vo-
zítko nemá žádné mechanické ízení, proto je jeho pohyb ízen dálkově čistě otáčkami poháně-
ných kol, která jsou na sobě nezávislá. Rozhraní mezi motory a dálkovým ovládáním je imple-
mentováno na FPGA a regulátor v real-time systému. PID regulátor byl zvolen jako ídicí al-
goritmus a zpětná vazba je zajištěna mě ením polohy pomocí kvadraturních enkodérů. Regulá-
tor byl naladěn pomocí metody Ziegler-Nichols. 
Článek [6] se zabývá problémem p esné polohové regulace p i využití LVDT (linear variable 
differential transformer) jako senzoru lineárního posuvu v prost edí LabVIEW FPGA. Výho-
dou tohoto senzoru je chod bez t ení, ovšem za cenu nelinearity p i vyšších změnách požado-
vané polohy. Tato nelinearita je kompenzována pomocí experimentálně získané korekční 
funkce v host VI. Jako ídicí algoritmus byl použit PID a tzv. ramp control regulátor ( ízené 
napětí do motoru se proporcionálně snižuje s tím, jak se aktuální poloha blíží té žádané). P i 
skoku o 10 mm dosahovala chyba regulace 30 – 50 µm u obou typů regulátorů, u kroku 100 
µm chyba nep ekročila 7 µm a obecně platilo, že u ramp control regulátoru byla zhruba polo-
viční oproti PID. Po linearizaci se chyba zmenšila na maximálně 4 µm pro oba typy regulace 
p i 100 µm kroku. 
2.2. Vývoj na základě modelu 
Vývoj na základě modelu (neboli Model Based Design - MBD) je podle [7] matematická me-
toda vhodná pro ešení komplexních problému z oblasti ízení, zpracování signálu a komuni-
kačních systémů. Tato metoda se obecně uplatňuje p i vývoji embedded („zabudovaného“) za-
ízení. 
MBD poskytuje efektivní p ístup k vytvo ení schématu vývoje produktu a tím usnadňuje vývo-
jový cyklus, který je pak určen tzv. V – diagramem. 
 
Obrázek 2.1 - V – diagram 
V-diagram tedy popisuje jednotlivé fáze návrhu kontroléru. 
K modelování soustavy se dá s ohledem na znalosti daného systému p istupovat dvěma způ-
soby. U jednodušších soustav je v Simulinku obvykle prvním krokem sestavení blokového 
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schématu p edstavujícího soustavu diferenciálních rovnic, které charakterizují dynamické cho-
vání soustavy nebo využití tzv. fyzikálního modelování, kde jednotlivé bloky schématu p ed-
stavují fyzické prvky soustavy a na pozadí je ešena soustava diferenciálních rovnic (knihovna 
Simscape). U složitých soustav, kde je nemožné nebo nevýhodné sestavit rovnice je model zís-
káván z dat namě ených na reálné soustavě. Modelování dynamických systémů tedy můžeme 
podle [8] rozdělit následovně: 
 White box – rovnice jsou známy a parametry jsou dopočítány, změ eny, získány z ex-
terních zdrojů (nap . technická dokumentace produktu) nebo expertně odhadnuty. 
 Grey box - rovnice jsou známy a parametry jsou získány experimentálně ze vstupních a 
výstupních dat. 
 Black box – rovnice nejsou známy, hledá se proto závislost mezi vstupními a výstup-
ními daty získanými experimentálně a model je de facto funkce závislosti výstupu na 
vstupu. 
Pro odhad parametrů u grey boxu lze s výhodou použít nástroje Simulink Parameter Estimation, 
kdy vstupem je model v Simulinku a namě ená vstupní a výstupní data a výstupem je hledaný 
parametr. Klíčová je volba počátečního odhadu hledaného parametru a optimalizační metody 
(nelineární nejmenší čtverce, simplex search, pattern search, gradient descent apod.). U black 
boxu je možné využít nástroj System Identification Toolbox, kde vstupem jsou namě ená 
vstupní a výstupní data a výstupem je funkce závislosti výstupu na vstupu. Zde je opět klíčová 
volba aproximačního modelu, často jsou tyto modelu ve tvaru polynomu (nap . ARX). 
Dalším krokem je MIL (Model in the Loop) návrh ídicího algoritmu, který vychází z dynamic-
kých vlastností vytvo eného virtuálního modelu soustavy. Regulátor je pak na něm testován a 
jeho parametry jsou v simulaci iteračně laděny tak, aby došlo k požadovanému chování sou-
stavy. Jedná se o idealizovaný návrh, kdy neuvažujeme vliv propojení ídicí jednotky (ECU – 
elektronická ídicí jednotka) a reálné soustavy (zejména rychlost a komunikace), vliv p ekla-
dače, odchylku chování modelu od reálné soustavy, výpočtový výkon ECU atd. 
 
Obrázek 2.2 - Schéma MIL simulace 
Rapid Control Prototyping (RCP) p edstavuje podle Chyba! Nenalezen zdroj odkazů. testo-
vání p ipraveného ídicího algoritmu na reálné soustavě, kdy ídicí algoritmus běží na PC p i-
pojeném na reálnou soustavu. Simulace regulátoru probíhá v režimu Hard Real Time (viz ka-
pitola 2.3), což klade vysoké nároky na hardware, na kterém je simulován kontrolér. Klasický 
počítač díky tomu není možné bez úprav použít ať už z důvodu operačního systému (nejčastější 
Windows není deterministický) nebo periferií nutných pro propojení s okolními za ízeními. Po-
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čítač lze ovšem rozší it o speciální vstupně/výstupní (I/O) karty, které umožňují deterministic-
kou komunikaci procesoru s okolím. Poté po kompilaci programu a spuštění na procesoru lze 
do určité míry dosáhnout deterministické odezvy. Další podstatně nákladnější možností je vy-
užít nap . produkty značky dSPACE nebo National Instruments, které poskytují kompletní 
hardwarové a softwarové ešení simulací v reálném čase. 
Implementace kódu do ídicí jednotky neboli „target code generation“ spočívá v kompilaci a 
nahrání softwaru regulátoru do konečného hardwaru (obvykle mikrokontrolér). Tento proces 
probíhá automaticky s využitím nástrojů pro generování kódu. V tomto kroku tedy vzniká elek-
tronická ídicí jednotka. 
Oproti MIL simulacím HIL (Hardware in the Loop) simulace p edstavuje testování ídicí jed-
notky na modelu soustavy, který je simulován na real-time hardwaru. ECU tedy „vnímá“ model 
jako reálnou soustavou. Zde je proveden kompletní test ídicí jednotky jako prototypu, testuje 
se ídicí algoritmus a uvažuje se vliv p ipojení ECU na soustavu a výpočtový výkon ECU. 
Velkou výhodou HIL simulací je možnost otestovat chování ídicí jednotky pro nebezpečné 
soustavy (nap . velké točivé stroje), kdy by selhání regulace p i testování na reálné soustavě 
mohlo způsobit závažnou havárii. Další uplatnění HIL simulace nachází jako náhrada obtížně 
reprodukovatelných experimentů (nap . posouzení kvality jízdních asistentů u osobních auto-
mobilů za nep íznivých podmínek). 
 
Obrázek 2.3 - Schéma HIL simulace 
Jelikož byl regulátor odladěn na modelu soustavy, který aproximuje reálný systém pouze s ur-
čitou p esností je nezbytná kalibrace na vlastní soustavě, kdy se provádí upravení parametrů 
regulátoru na základě mě ení na reálné soustavě. 
 
Obrázek 2.4 - Srovnání metod návrhu a testování ídicí jednotky 
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Na obrázku Obrázek 2.4 - Srovnání metod návrhu a testování ídicí jednotky jsou oranžovou 
barvou vyznačeny simulované částí a modrou barvou reálná za ízení. 
Mezi výhody vývoje na základě modelu pat í: 
 Schopnost identifikovat chyby v raném stádiu vývoje a minimalizovat tak finanční ná-
klady a čas vynaložený na jejich korekci. 
 Grafická prost edí, která jsou oproti tradičnímu textovému programování pro inženýry 
uživatelsky p ívětivější (méně náchylné na chyby a rychlejší vývoj), vedou k větší p e-
hlednosti a k zjednodušení modelů jejich hierarchizací. Jednotlivé funkční bloky pak 
mohou být rozděleny mezi pracovní skupiny. 
 Snadná editace a rozší ení stávajících modelů. 
2.3. ízení a simulace v reálném čase 
Základním prvkem simulačních nástrojů jsou ešiče tzv. ODE (obyčejná diferenciální rovnice), 
jež jsou postaveny na numerických integračních metodách (nap . Runge-Kutta apod.), a které 
lze rozdělit podle délky kroku na tyto dvě hlavní skupiny: 
 ešiče s variabilním (proměnným) krokem výpočtu. 
 ešiče s konstantním krokem výpočtu. 
Hlavní výhodou ešičů s variabilním krokem výpočtu je možnost měnit délku kroku v závislosti 
na změně p írůstku integrované funkce. Pokud jsou p írůstky velké, ešič zjemňuje krok a zpo-
maluje výpočet, naopak pokud nedochází k výrazným změnám, algoritmus prodlužuje krok a 
tím zkracuje dobu simulace. Z principu tedy tyto ešiče nejsou vhodné pro simulace v reálném 
čase, ale jejich úkolem je co nejvíce urychlovat simulace s dlouhým simulačním časem. 
Naopak ešiče s konstantním krokem výpočtu jsou vhodné pro real-time simulace, kdy časové 
nároky na dobu výpočtu definuje tzv. dead-time. Komunikace a správný výpočet musí proběh-
nout v čase kratším, než stanovuje dead-time. Takové požadavky vedou na použití za ízení 
s deterministickým operačním systémem a periferiemi pro komunikaci s reálnými soustavami. 
Deterministický operační systém tedy provádí operace v p edem stanovených časových inter-
valech, jež definují délku kroku. Tyto operační systémy můžeme rozdělit na dvě skupiny: 
 Hard real-time – ryzí deterministický systém, kdy nedodržení dead-time je považováno 
za havárii. 
 Soft real-time – deterministický systém, kdy občasné nedodržení dead-time znamená 
ztrátu kvality systému. 
Hard real-time systémy se proto uplatňují u důležitých funkcí, kdy nedodržení dead-time může 
ohrozit kvalitu regulace a způsobit velké škody (nap . ízení stability moderního stíhacího le-
tounu apod.). FPGA se svou povahou adí mezi hard real-time systémy. 
2.4. FPGA  
Programovatelné hradlové pole, ve zkratce FPGA, je k emíkový čip s piny, hradly a dalšími 
hardwarovými prost edky, které nejsou v základním stavu propojeny. Naprogramováním čipu 
se rozumí vytvo ení takových fyzických spojení mezi hradly a bloky hardwaru, aby byla napl-
něna požadovaná funkce. 
FPGA je z hlediska programování nejobecnější typ čipu, který umožňuje programování na té 
nejnižší možné hardwarové úrovni. V počátečním stavu (bez nahraného softwaru) neposkytuje 
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žádnou funkčnost. Na FPGA může být implementována jakákoliv digitální funkce, čímž čip 
poskytuje neomezenou flexibilitu omezenou pouze schopnostmi a p edstavivostí uživatele (na 
FPGA může být nap íklad naprogramován DSP nebo jakýkoliv jiný typ mikroprocesoru). 
Každý čip je vyroben s určitým omezeným množstvím hardwarových prost edků, které je 
možné mezi sebou propojovat pomocí programovatelných spojů. Rekonfigurací spojů vznikají 
nové digitální obvody, které díky vstupně/výstupním (I/O) pinům komunikují s okolními za í-
zeními. 
Oproti mikroprocesorům jsou FPGA čipy rychlejší, flexibilnější, umožňují snadnější dodatečné 
úpravy (nevyužité hardwarové prost edky mohou vykonávat p idanou funkci paralelně k hlav-
nímu programu), poskytují možnost paralelního chodu výpočtů a mají vysoký počet 
vstupně/výstupních pinů. Na druhou stranu se FPGA potýká s vyšší po izovací cenou, vyšší 
spot ebou energie, volatilitou (obvykle absence flash paměti), složitostí čipů (technická doku-
mentace v ádu tisíců stran), složitými nástroji a málo intuitivním programování pomocí HDL 
(Hardware Desription Language) a s obtížným porovnáním výkonu jednotlivých za ízení z dů-
vodu různé architektury čipů a terminologie u jednotlivých výrobců. 
2.4.1. Části FPGA 
Hardwarové prost edky FPGA od firmy Xilinx, které ve svých produktech používá firma Nati-
onal Instruments, se dají podle [9] rozdělit na t i skupiny: konfigurovatelné logické bloky, ne-
konfigurovatelné logické funkční bloky a paměťové bloky. 
Konfigurovatelné logické bloky (CLB) jsou základní jednotka FPGA. V literatu e často nazý-
vány slices nebo logic cells. Nejčastěji se jedná o klopné obvody (flip-flops) a vyhledávací 
tabulky (look-up tables, zkráceně LUT). 
 Flip-flops – bistabilní klopné obvody, které slouží k synchronizaci a uložení binárního 
stavu do dalšího časového kroku. Na začátku periody obvod podle vstupu nastaví na 
výstup hodnotu pravda nebo nepravda a drží ji do konce iterace. Detailnější rozbor v 
[11]. 
 LUTs – mnoho logiky je v CLB implementováno pomocí malých pamětí RAM ve 
formě vyhledávacích tabulek. Elementární logické funkce (NAND, NOR, AND, atd.) 
nejsou na čipu implementovány hardwarově, ale jako pravdivostní tabulky uložené 
v LUT. V pravdivostní tabulce jsou p eddefinovány výstupní hodnoty pro různé kom-
binace vstupů. 
  
Obrázek 2.5 - Vyhledávací tabulka (LUT) pro funkci AND 
Nekonfigurovatelné logické funkční bloky mají zejména za úkol optimalizovat výpočetně ná-
ročnou operaci násobení. Tuto elementární matematickou operaci je poměrně obtížné p evést 
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do prost edí digitálních obvodů. Důvodem je velký počet operací a záběr značného množství 
hardwarových prost edků. 
Pro násobení dvou 32-bitových čísel je podle [9] pot eba více než 2000 operací, proto mají 
FPGA p edbudované násobičky, které snižují využití konfigurovatelných logických bloků a 
celkově tak šet í místo na čipu. 
 DSP48 slices – p eddefinovaný obvod funkce multiply-accumulate (vynásob a p ičti 
do akumulátoru), která je implementována do FPGA vyšších t íd (nap . Xilinx Virtex-
5). 
 
Obrázek 2.6 - Násobení dvou 4-bitových čísel pomocí kombinačního obvodu [9] 
Paměťové bloky slouží k ukládání dat nebo jejich p edávání mezi paralelními procesy mimo 
konfigurovatelné logické bloky do paměti RAM. Tím dochází ke značné úspo e hardwarových 
prost edků. V závislosti na konkrétním FPGA má uživatel k dispozici bloky od 16 do 36kb 
paměti. Data mohou být alternativně uchovávána v klopných obvodech, což ovšem způsobuje 
výrazný úbytek hardwarových prost edků (nap . u čipu Virtex-II 1000 pole o sto 32-bitových 
číslech zabírá 30% kapacity klopných obvodů nebo 1% zabudované paměti RAM). 
Implementace funkce na hardwarové úrovni s sebou p ináší zlepšení rychlosti běhu programu, 
spolehlivosti a flexibility. Na druhou stranu, FPGA umožňuje p ístup pouze ke vstupně/výstup-
ním pinům. Neexistují zde žádné ovladače nebo operační systémy jako u mikroprocesoru. Mi-
kroprocesory s operačními systémy umožňují snadnou práci se souborovým systémem a komu-
nikaci s periferiemi, což je velmi důležité nap íklad pro funkce vyžadující zápis dat. 
Proto je dnes často využívána tzv. hybridní (heterogenní) architektura, která spočívá v p ipojení 
mikroprocesoru na vstupně/výstupní porty skrz FPGA. Tímto mohou být využity výhody obou 
za ízení. Touto architekturou se zabývají nap . firmy Xilinx (rodina Zynq) nebo National In-
struments, které spojení mikroprocesoru s FPGA využívá ve svých rekonfigurovatelných 




Obrázek 2.7 - Srovnání běhu výpočtu na mikroprocesoru a na FPGA 
2.4.2. Nástroje pro programování FPGA 
FPGA sestává ádově ze statisíců až miliónů hardwarových součástí, které je pot eba vhodně 
propojit pomocí programovatelných spojů tak, aby byla zajištěna zamýšlená funkce. V minu-
losti byly pro programování FPGA k dispozici pouze nízkoúrovňové nástroje, což kladlo vy-
soké nároky na znalosti programátora zejména z oblasti návrhu digitálních obvodů. V součas-
nosti jsou na trhu vysokoúrovňové nástroje (HLS – high-level synthesis), které umožňují defi-
novat funkci programu v uživatelsky p ívětivém prost edí. Poté je vyvíjená aplikace použitým 
softwarem s pomocí kompilátoru p eložena do konfiguračního bitového souboru, který obsa-
huje informace o nastavení programovatelných spojů na FPGA tak, aby došlo ke správnému 
chodu programu. 
Mezi nízkoúrovňové nástroje se podle [9] adí HDL, jejichž hlavními zástupci jsou VHDL a 
Verilog. Tyto softwary spojují textové programování s vývojem digitálních obvodů. Programo-
vání v těchto jazycích je velice náročné a inženýrů a vědců s hlubokými znalostmi v tomto od-
větví není mnoho, proto doposud nebyla FPGA technologie pro většinu badatelů dostupná, což 
se změnilo s p íchodem HLS. Mezi obtíže s vývojem za pomocí HDL nap íklad pat í: 
 Paralelní povaha běhu výpočtů je skryta v sekvenci p íkazů definovaných textovým 
programováním.  
 Testování správného chodu FPGA obvykle zabere více času než vlastní vývoj aplikace. 
Mezi HLS se adí nap íklad použitý software LabVIEW od firmy National Instruments. Lab-
VIEW pat í mezi graficky programovatelná prost edí, kde je z etelně zobrazen tok dat a para-
lelnost výpočtů, což programátorovi usnadňuje zorientovat se v chodu aplikace bez ohledu na 
hloubku znalostí FPGA technologií. Pro snadný p echod z HDL umožňuje LabVIEW importo-
vat funkce napsané ve VHDL. Správný chod programu lze ově it p ímo ve vývojovém pro-
st edí, což znatelně urychluje celkový vývoj produktu. Proces kompilace je zautomatizován a 
rozdělen na několik kroků, z nichž z každého je generován report pro snadnější odhalení chyb 
v programu. Mezi nejzajímavější informace, které lze z reportů vyčíst, pat í procentuální vyu-
žití jednotlivých hardwarových prost edků a očekávaná doba jednoho časového kroku. Pokud 
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tyto hodnoty p ekročí možnosti za ízení nebo programátorem stanovenou periodu výpočtu, 
kompilace se v dané fázi ukončí a upozorní uživatele na chybu. 
S rozvojem HLS se rozši uje i míra použití FPGA technologie a to p edevším v tzv. hybridní 
architektu e s p ipojeným mikroprocesorem. Stále však zůstává důležité porozumět dějům pro-
bíhajícím na FPGA a to zejména z těchto důvodů: 
 Porovnání a volba vhodného za ízení pro danou aplikaci (množství LUT, násobiček 
apod.). 
 Optimalizace rychlosti a využití hardwarových prost edků může umožnit p echod na 
jednodušší a tudíž levnější za ízení p i současném zajištění požadované funkce. 
2.5. Stejnosměrný motor 
Následující kapitola je věnována popisu a odvození rovnic DC motoru, které budou dále vyu-
žity pro sestavení jeho matematického modelu, který je nezbytný pro návrh pozorovatele a si-
mulační ladění parametrů regulátoru. 
2.5.1. Popis 
Stejnosměrný motor neboli DC motor je jedním z historicky nejstarších elektrických strojů. 
Motor je napájen stejnosměrným napětím, čehož se s výhodou používá u regulace otáček, které 
jsou úměrné napájecímu napětí. DC motory lze podle typu zapojení rozdělit do následujících 
skupin: 
 Cizí buzení 
o Budicí vinutí je uloženo ve statoru stroje a je napájeno ze samostatného zdroje 
napětí. 
o Magnetické pole je vytvá eno permanentními magnety.  
 Sériové buzení – vinutí rotoru a statoru je zapojeno do série, tím pádem oběma vinutími 
protéká stejný proud. 
 Paralelní buzení – vinutí rotoru a statoru je zapojeno paralelně, tím pádem se proudy 
statorem a rotorem liší. 
 Kompaundní buzení – kombinace sériového a paralelního buzení, kdy je magnetizační 
statorové vinutí složeno minimálně ze dvou cívek, z nichž jedna je p ipojena k vinutí 
rotoru sériově a druhá paralelně. 
V dalším textu se budeme zabývat výhradně DC motorem s cizím buzením, kde je magnetické 
pole buzeno permanentními magnety. Tyto stroje můžeme dále rozlišit podle typu komutace na 
kartáčové a bezkartáčové (BLDC motory). Důvodem je použití kartáčového DC motoru Maxon 




Obrázek 2.8 - Princip vytvo ení momentu u kartáčového DC motoru 
Vznik momentu u smyčky protékané proudem je dán Ampérovým zákonem, kdy na vodič 
v magnetickém poli p i průchodu proudu působí síla podle vztahu: 
 = �x  (1) 
 
kde F … síla působící na vodič [N] 
 I … proud protékající vodičem [A] 
 l … aktivní délka vodiče [m] 
 B … magnetická indukce [T] 
Nezbytnou součástí stroje je komutátor, který zajišťuje p epínání směru toku proudu rotorem 
tak, aby síla působila vždy stejným směrem a vznikal točivý moment. DC motor tohoto typu 
má konstantní magnetický tok, jehož velikost je dána typem magnetu a konstrukcí magnetic-
kého obvodu. 
Stejnosměrný motor umožňuje provoz až ve 4 režimech (kvadrantech), kdy stroj může pracovat 
jako motor nebo jako generátor. Rozhodující je směr p eměny elektrické energie na mechanic-
kou. Pokud je napájecí napětí větší než napětí indukované, teče proud směrem do motoru. Na-
opak pokud je indukované napětí větší než napětí zdroje, proud teče do zdroje. Toto platí pro 
oba směry otáčení (napětí) p i použití vhodné výkonové elektroniky. 
 
Pro motor v ustáleném stavu lze odvodit následující rovnice: 
 = �� � + ф� (2) 
 
kde U … napájecí napětí [V] 
 Ra … odpor kotvy [Ω] 
 Ia … proud kotvy [A] 
 cф … konstanta motoru [V∙s] 
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 ω … úhlová rychlost [rad/s] 
Z rovnice 2 plyne možnost ízení otáček pouze změnou napětí kotvy. A pro moment platí: 
 = ф � (3) 
 
kde M … moment motoru [N∙m] 
Z p edchozích rovnic pak můžeme odvodit statickou zatěžovací charakteristiku: 
 � = ф− ��ф = � −  (4) 
 
P i konstantním buzení mohou být otáčky ízeny změnou odporu kotvy Ra nebo změnou napá-
jecího napětí U. 
2.5.2. Rovnice pro popis p echodového děje 
Pro popis dynamického chování soustavy je pro motor pot eba odvodit diferenciální rovnice, 
které vychází z obrázku Obrázek 2.9. 
 
Obr. 2.9 - Schéma kartáčového DC motoru 
Pro elektrickou část stroje platí rovnice: 
 = ���� + ��� + ф� (5) 
 
Mechanická rovnice pak má tvar: 
 � = ф�� = � + � + � (6) 
 
kde La … indukčnost kotvy [H] 
J … moment setrvačnosti na h ídeli motoru [kg∙m2] 
 b … koeficient viskózního t ení [N∙m∙s] 
 mz … zátěžný moment [N∙m] 
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Pomocí modelu sestaveného z mechanické a elektrické diferenciální rovnice můžeme simulovat 
dynamické chování DC motoru. 
2.5.3. Odvození p enosu 
P enosem je v technice obvykle myšlen vztah (podíl) výstupní veličiny vůči vstupní veličině, 
p evrácená hodnota je pak nazývána p evodem. Laplaceovou transformací je možno výše uve-
dené rovnice p evést do operátorového tvaru. Elektrická a mechanická (p i zanedbání viskóz-
ního t ení) rovnice má pak po Laplaceově transformaci tvar: 
 = ���� + ��� + �  (7) 
   
 � = � + � (8) 
 
kde p … Laplaceův operátor 
 Ui … indukované napětí 
Celkový p enos rozdělíme do 4 p enosových funkcí: 
Výstupem bude proud kotvou Ia a vstupem rozdíl napájecího a indukovaného napětí. 
 = �− � = �� + � = ��+ ��   (9) 
   
 �� = ���  (10) 
 
kde τa … elektrická časová konstanta [s] 
Výstupem je moment motoru, který je p ímo úměrný proudu kotvou. 
 = �� = ф (11) 
 
P enos z momentu na úhlovou rychlost má integračního charakter. 
 = �� − � =  (12) 
 
A nakonec indukované napětí je úměrné úhlové rychlosti. 
 = �� = ф (13) 
 




Obrázek 2.9 - Matematický model DC motoru v operátorovém tvaru 
2.6. Stavový popis a základy zpětnovazební regulace 
Alternativní možností vytvo ení modelu soustavy je použití stavového prostoru pro popis dy-
namické soustavy. Tento postup je podrobně rozebrán v následující kapitole. Tato kapitola 
čerpá zejména ze zdrojů [14] a [15]. 
2.6.1. Modelování ve stavovém prostoru 
Zpětnovazební stavové ízení se zabývá návrhem regulátoru pro dynamický systém popsaný ve 
stavovém prostoru. Soustava je tedy charakterizována diferenciální rovnicí n-tého ádu: 
 + − − + + ′ + =  (14) 
 
Zavedením substituce x1 ≡ y, x2 ≡ y‘, …, xn ≡ y(n) lze tuto rovnici p evést na n diferenciálních 
rovnic prvního ádu, které budeme nazývat stavovými rovnicemi. 
 ′ =   
   
 ′ =   
  (15) 
 −′ =   
   
 ′ = − − − − − +   
 
Jako výstup soustavy pak můžeme volit libovolnou stavovou proměnou, nap .: y = x1. 
Stav soustavy je popsán stavovými proměnnými x1, x2, …, xn, které společně tvo í stavový 
vektor: x = [x1, x2 … xn]T. 
Ze znalosti stavového vektoru v čase t = t0 a hodnoty vstupu pro t ≥ t0 lze určit chování pro 
každé t ≥ t0. Sou adnice stavových proměnných v n-rozměrném prostoru pak tvo í stavový pro-
stor, v němž body p edstavují možné stavy soustavy. 
Soustava stavových rovnic a rovnice výstupu je obvykle vyjád ena maticově ve tvaru: 
 ′ = +  (16) 
   




kde A … matice soustavy 
 B … matice vstupů  
C … matice výstupů 
D … matice vazby vstupů na výstup 
 x … stavový vektor 
y … výstupní vektor 
u … vstupní vektor 
Dynamické chování soustavy je dáno vlastními čísly matice A. Vlastní čísla λi jsou ko eny 
charakteristické rovnice: 
 |� − | =  (18) 
 
Ko eny jsou obecně komplexní čísla. Mohou nastat tyto p ípady: 
 Ko eny jsou reálná záporná čísla – stabilní soustava 
 Ko eny jsou reálná čísla, kdy alespoň jedno je kladné – nestabilní nekmitavá soustava 
 Ko eny obsahují imaginární čísla, kdy všechna reálná čísla a všechny reálné části kom-
plexních čísel jsou záporná čísla – stabilní kmitavá soustava 
 Ko eny obsahují imaginární čísla, kdy alespoň jedno reálné číslo nebo alespoň jedna 
reálná část komplexního čísla je kladná – nestabilní kmitavá soustava 
 Ko eny jsou imaginární čísla, kdy reálné složky jsou rovné nule – netlumené kmitání 
Cílem stavové zpětnovazební regulace je tedy docílit takové matice soustavy, aby soustava byla 
stabilní a regulovaná veličina se ustálila na požadované hodnotě za co nejkratší čas, bez ustá-
lené odchylky a ideálně bez p ekmitu. 
2.6.2. iditelnost a pozorovatelnost soustavy 
Než p istoupíme k vlastnímu návrhu regulátoru soustavy je pot eba ově it, zda je soustava idi-
telná a pozorovatelná. 
Soustava je iditelná tehdy, pokud pomocí vstupů u je možno soustavu p evést ze stavu x0 do 
libovolného stavu xk. Existuje tedy vazba mezi vstupy u a stavovými proměnnými x, která 
umožňuje p evod z jednoho bodu stavového prostoru do jeho libovolného dalšího bodu. 
Nutná a postačující podmínka je, aby matice iditelnosti Mc měla hodnost n, kde n p edstavuje 
ád soustavy. To znamená, že determinanty matice Mc ádu n a menšího jsou nenulové a záro-
veň determinanty vyššího ádu jsou rovné nule. 




Soustava je pozorovatelná, pokud z pozorování výstupu y(t) v čase t0 ≤ t ≤ t1 lze určit každý 
stav x(t0). Výstup soustavy y je tedy propojen se stavovými proměnnými x a je schopný o nich 
podat úplné informace. 
Nutná a postačující podmínka pozorovatelnosti je, aby matice pozorovatelnosti Mo měla hod-
nost n. 
 �� = [� �� �� ���− ]� (20) 
 
2.6.3. Metoda pole placement 
Nyní máme k dispozici dynamickou soustavu popsanou stavovými rovnicemi (viz rovnicemi 
(16 a (17), u které p edpokládáme, že je pozorovatelná a iditelná. 
 
Obrázek 2.10 - Grafické zobrazení stavových rovnic 
Chování této soustavy je určeno maticí soustavy A, kdy její vlastní čísla tvo í póly v komplexní 
rovině, podle jejichž polohy usuzujeme stabilitu, vlastní frekvenci a tlumení. Stěžejní myšlen-
kou je proto rozší it schéma na obrázku Obrázek 2.10 tak, aby došlo ke korekci pólů matice 
soustavy bylo tím docíleno změny dynamického chování soustavy požadovaným směrem. 
 
Obrázek 2.11 - Grafické zobrazení soustavy se stavovým regulátorem 
Ze schématu na obrázku Obrázek 2.11 lze poté odvodit následující stavové rovnice pro uzav e-
nou smyčku: 
 ′ = + − + = − +  (21) 
kde  w … žádaná hodnota 




 | − + | =  (22) 
 
Metoda pole placement spočívá ve volbě pólů p1, p2, …, pn uzav ené smyčky tak, aby soustava 
vykazovala požadované chování. Poté je ze zvolených pólů dopočítána matice R, která p ed-
stavuje stavový regulátor. Toho je docíleno srovnáním koeficientů u rovnice (22 s požadova-
ným polynomem: 
 ∏ − � = + − − + +�= +  (23) 
 
Prakticky se matice R získá pomocí funkce place v prost edí Matlab, u které jako vstupní argu-
menty vystupují matice A, B a požadované póly p a výstupem funkce je matice R. Nevýhodou 
tohoto typu regulace je odchylka v ustáleném stavu. 
2.6.4. Integrátor na vstupu 
Regulátor v klasické struktu e stavové zpětnovazební regulace (viz obrázek Obrázek 2.11 - 
Grafické zobrazení soustavy se stavovým regulátorem) pracuje obdobně jako P-regulátor, kdy 
je rozdíl mezi žádanou a skutečnou hodnotou regulované veličiny násoben proporcionálním 
členem. V takovém p ípadě se ovšem p i působení poruchy objevuje nenulová odchylka v ustá-
leném stavu. Proto je žádoucí regulátor rozší it o integrační složku. Běžně se proto využívá 
těchto regulačních struktur: 
 Regulátor s integrátorem na vstupu. 
 Struktura s pozorovatelem poruchy (integrátor je součástí pozorovatele (viz kapitola 
2.6.6). 
 
Obrázek 2.12 - Struktura s integrátorem na vstupu 
Stavové rovnice podle obrázku Obrázek 2.13 pak vypadají takto: 
 ′ = + + = − + +  (24) 
   
 ′ = �� −  (25) 
kde z … porucha na vstupu 
V maticové formě dostáváme rovnici: 
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 [ ′′] = [ −−�� ] [ ] + [��] + [ ]  (26) 
 
Jako neznámé ve výše uvedené rovnici vystupují matice R a ri, které p edstavují parametr re-
gulátoru a lze je získat metodou pole placement, po dalších úpravách (viz [15]) dostáváme 
vztah: 
 [ ′′] = [− ] − [− ] − �� [ ] + [ ]  (27) 
 
2.6.5. Pozorovatel 
Výše uvedené struktury pracují s celým stavovým vektorem, což by znamenalo nutnost mě it 
v reálném čase všechny stavové proměnné. To ovšem v reálném světě ve většině p ípadů není 
možné a to buď z technického, nebo z ekonomického hlediska. Z tohoto důvodu je výhodné 
použít strukturu s tzv. pozorovatelem, který ze známých vstupů a výstupů soustavy rekonstru-
uje stavové proměnné. Pozorovatel je v podstatě model běžící současně s regulovanou sousta-
vou poskytující regulátoru informace o stavových proměnných bez nutnosti mě it každou z 
nich. 
 
Obrázek 2.13 - Struktura s pozorovatele 
Na obrázku Obrázek 2.13 si můžeme všimnout, že do pozorovatele vstupuje vektor vstupů u, 
výstup soustavy y (snímané veličiny) a výstupem pozorovatele je odhad stavového vektoru ̂ 
(v obrázku Obrázek 2.13 dolní indexy o p edstavují veličiny se st íškou), který je použit pro 
výpočet akčního zásahu pomocí matice R. Místo s namě enými stavovými veličinami ídicí 
člen pracuje s jejich odhady, které provádí pozorovatel. Model soustavy aproximuje reálné za-
ízení pouze s určitou p esností, proto je tato nep esnost „dotahována“ maticí H, která pracuje 
s rozdílem skutečného výstupu soustavy a jeho rekonstrukcí. Matice H se nazývá zpětnova-
zební matice pozorovatele. 
Stavové rovnice u struktury s pozorovatelem pak mají následující tvar: 
 ′ = +  (28) 
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 =  (29) 
   
 ̂′ = ̂ + + − ̂  (30) 
   
 ̂ = ̂ (31) 
 
Po úpravě na standartní tvar (viz [15]) dostáváme: 
 ̂′ = − ̂ + +  (32) 
 
Matice F = (A - HC) se nazývá systémová matice pozorovatele. Tato matice určuje jeho ode-
zvu, která musí být rychlejší než odezva regulované soustavy. Proto p i návrhu musí být zajiš-
těna větší zápornost pólů matice F než matice A. 
2.6.6. Pozorovatel poruchy 
Výše odvozeného pozorovatele dále rozší íme tak, aby navíc detekoval poruchy vstupující do 
ízené soustavy (viz obrázek Obrázek 2.14) a korigoval tak odhadované stavy nejen na základě 
odchylky výstupů soustavy a pozorovatele, ale navíc i podle odhadu poruchy. Rozší ený model 
soustavy je pak ve tvaru: 
 ′ = + +  (33) 
   
 = +  (34) 
a model pozorovatele vypadá takto: 
 ̂′ = ̂ + + ∆  (35) 
 
kde ∆x p edstavuje rozdíl odhadovaných stavů od stavů soustavy včetně poruchy. 
 ∆ = − ̂ + ̂ (36) 
 
Odhad poruchy ̂ získáme ze stavové rovnice, jíž rozší íme stavový model pozorovatele. 





Obrázek 2.14 - Schéma pozorovatele se sledováním poruchy 
Model pozorovatele pak vypadá následovně: 
 [̂′̂′] = [ ] [̂̂] + [ ] + [��] − ̂ + [ ] [̂̂] (38) 
 
Po sérii algebraických úprav (detailně rozebráno v [15]) model upravíme do tvaru vhodného 
pro použití funkce place a získáváme matici pozorovatele H a matici Ki. 
 [̂′̂′] = [ ]� − [ ]� [��]� � [̂̂] + ([ ] − [��] [ − ]) [ ]  (39) 
 
Pro póly matice pozorovatele [��] musí opět platit jejich větší zápornost oproti pólům soustavy, 
aby byl pozorovatel rychlejší než ízená soustava. 
2.6.7. LQR 
Metoda Linear Quadratic Regulator slouží k návrhu stavového regulátoru, který je u složitějších 
soustav intuitivnější než návrh pomocí metody pole placement. Nevýhoda metody pole place-
ment spočívá ve způsobu volby pólů tak, abychom maximálně využili reálné vstupy (napájení) 
do soustavy a dosáhli nejlepší možné odezvy systému. U dob e známých soustav nap íklad 
systém druhého ádu (v mechanice těleso na pružině s tlumičem) se dá poměrně dob e odhado-
vat chování soustavy. U složitějších soustav se s výhodou používá metoda LQR, kdy „penali-
zujeme“ stavové proměnné a vstupy do soustavy, čímž p i ladění regulátoru vidíme vliv změny 
jednotlivých parametrů na celkovou odezvu soustavy. 
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U spojité soustavy je zpětná vazba tvo ena výrazem u = -Kx, kde matici K nazýváme maticí 
zpětných vazeb. Penalizace stavových proměnných a vstupů je nastavena v maticích Q (matice 
vah stavů) a R (matice vah vstupů).  
Hlavní myšlenkou algoritmu (detailnější matematický popis v [16]) je minimalizovat váhovou 
funkci ve tvaru: 
 = ∫ � + �∞  (40) 
 
ešením této rovnice získáváme vztah pro matici K:  
 � = − �  (41) 
 
kde matice P je ešením rovnice: 
 � + − − � + =  (42) 
 
Pro posouzení kvality regulace jsou obvykle definována následující kritéria: 
 Rychlost náběhu na požadovanou hodnotu – implicitně nastavujeme výrazem xTQx. 
 Doba ustálení na požadované hodnotě - implicitně nastavujeme výrazem xTQx. 
 P ekmit, oscilace, míra tlumení – záporná i kladná odchylka je regulována stejnou mírou 
a to díky použití kvadratického kritéria. 
 Ustálená odchylka se v nekonečnu blíží nule díky minimalizaci váhové funkce. 
 Špičky na vstupu do soustavy jsou tlumeny díky použití kvadratického kritéria, tím pá-
dem velké hodnoty napájecí veličiny jsou více utlumeny. 
Výsledný systém je za splnění podmínky iditelnosti stabilní. Výše uvedené výpočty nejsou 
podle [8] obecně ešitelné s pomocí tužky a papíru, proto je vhodné pro získání matice K využít 
počítač. Nabízí se nap íklad funkce lqr implementovaná v Matlabu ve tvaru: � = , , ,  
kdy z matic soustavy, vstupů a matic vah je vypočítána matice zpětných vazeb. 
2.7. P evod do diskrétní podoby 
Stejně jako mikroprocesory se FPGA adí mezi digitální techniku, proto na těchto čipech není 
možná práce ve spojitém čase. Vstupní a výstupní signály jsou p eváděny pomocí analogově-
digitálních (A/D) a digitálně-analogových (D/A) p evodníků, tudíž výpočet na FPGA probíhá 
v diskrétních krocích p i dané periodě, p ičemž p ipojená soustava vykazuje spojitý charakter. 
Mezi důležité charakteristiky A/D a D/A p evodníků pat í: 
 Rozlišení – udáváno v bitech, kdy rozsah p eváděné veličiny je rozdělen na 2n (n je 
počet bitů). 
 Rychlost p evodu – v závislosti na rozlišení definuje kolik vzorků je p evodník schopen 
p evést za sekundu (SPS – samples per second) 
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Podle [17] pro rozlišení 24 bitů p evodníky obvykle dosahují rychlostí od 1 SPS do 10 kSPS a 
pro rozlišení Ř bitů lze dosáhnout až 10 GSPS. 
 
2.7.1. Vzorkování a kvantování signálu 
P evod spojitého signálu na posloupnost jeho okamžitých hodnot v časově rovnoměrných kro-
cích se nazývá vzorkování. Za splnění určitých podmínek plně reprezentuje signál, což souvisí 
zejména s omezením týkajícího se konečné rychlosti p evodu. Následující text čerpá z [17] a 
[18]. 
 
Obrázek 2.15 - Ukázka ideálního bodového vzorkování v Matlabu 
Mezi další metody vzorkování pat í nap íklad vzorkování s p idržením nebo klíčování. Je-li 
signál o frekvenci fs vzorkován frekvencí fvz, která není alespoň dvakrát vyšší než fs, pak zís-
kaný signál neodpovídá tomu původnímu. Dochází ke zkreslení z důvodu nedodržení Nyquis-
tova teorému a tento jev je nazýván aliasing. Tento teorém se zabývá pouze rekonstrukcí frek-




Obrázek 2.16 - Ukázka aliasingu v Matlabu 
Kvantování neboli diskretizace v amplitudě je dalším krokem, kdy dochází k aproximaci am-
plitudy nejbližší diskrétní hodnotou. Celkový rozsah je rozdělen na konečný počet hodnot, který 
odpovídá 2n stupňů, kde n je rozlišení A/D p evodníku. 
 
Obrázek 2.17 - Ukázka výsledku kvantování v Matlabu 
2.7.2. P evod spojitého stavového modelu na diskrétní 
Spojitý stavový model reprezentovaný rovnicemi (16 a (17 nemůže být implementován na 
FPGA, proto je nezbytné provést p evod do diskrétní podoby ve tvaru: 
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 + = +  (43) 
 
 = +  (44) 
 
kde k … index časového kroku 
G … diskrétní stavová matice 
H … diskrétní vstupní matice 
C … výstupní matice 
D … matice vazby vstupů na výstup 
 x … stavový vektor 
 u … vstupní vektor  
 y … výstupní vektor 
Tímto krokem je spojitá operace integrace nahrazena operacemi v diskrétní podobě. 
 
Obrázek 2.18 - Schéma stavového modelu v diskrétní podobě 
Protože výše odvezené spojité modely (viz rovnice (16, (17 a (38) jsou v Matlabu ve struktu e 
stavového modelu, nabízí se možnost použít funkci c2d (p evod stavového modelu nebo p e-
nosové funkce ze spojité do diskrétní domény). Tato funkce vyžaduje jako vstup stavový model, 
periodu a metodu konverze ve tvaru: 
soustava_diskrétní = c2d(soustava_spojitá, ts, metoda) 
V potaz byly vzaty následující metody diskretizace modelu. 
Zero-Order-Hold (ZOH neboli p ímá diference, viz [19] a [20]) nabízí výpočetně jednodušší 
ešení (matice C a D se p evodem neměnní) a je vhodná pro soustavy, u nichž se očekává buzení 
schodovitým signálem. Nevýhodou je možnost ztráty stability po diskretizaci. Proto je pot eba 




Obrázek 2.19 - Metoda ZOH (spojitá soustava je p evedena do diskrétního tvaru) 
ZOH blok generuje spojitý signál u(t), kdy na začátku nové periody p ečte hodnotu na vstupu 
a po zbytek časového kroku ji drží konstantní. Obdobně je na výstupu soustavy po dobu trvání 
periody konstantní výstup y(k), který je získán vzorkováním signálu y(t). Blok S(p) p edstavuje 
soustavu ve spojitém čase, zatímco Sd(z) v diskrétní doméně. 
Tustinova (neboli bilineární) metoda dosahuje velmi dobré shody mezi spojitou a diskrétní ode-
zvou ve frekvenční oblasti. Algoritmus je tedy výhodný pro soustavy, u kterých hraje význam-
nou roli dynamika v konkrétních frekvencích. Stabilita je p evodem zachována ovšem za cenu 
vyššího počtu výpočtů. Jedná se o aproximaci vztahu mezi Laplaceovou a z transformací ve 
tvaru: 
 = �� ≈ +−   (45) 
 
Základním rozdílem mezi těmito metodami je výpočet integrace, kdy ZOH provádí tzv. čtver-
covou a Tustinova lichoběžníkovou aproximaci pro daný segment. 
 
Obrázek 2.20 - Aproximace integrace pomocí ZOH a Tustinovy diskretizační metody 
Na obrázku Obrázek 2.21 šedá plocha společně s černou značí určitý integrál a černá jeho apro-
ximaci pomocí dané metody. Z důvodu témě  identických výsledků p i testování regulace v La-




Obrázek 2.21 - Srovnání vlivu volby metody diskretizace regulátoru na výslednou regulaci 
2.7.3. Aritmetika s pevnou desetinnou čárkou 
Dalším prvkem, který souvisí s prací v diskrétní doméně, je reprezentace dat v počítači. Nej-
levnější mikroprocesory a FPGA nemají tzv. floating-point unit (FPU – jednotka pro výpočty 
v plovoucí desetinné čárce), proto je nutné reprezentovat čísla a provádět výpočty ve formátu 
s pevnou desetinnou čárkou (fixed-point).  
Ve formátu s plovoucí desetinnou čárkou je číslo reprezentováno pomocí mantisy (udává p es-
nost čísla) a exponentu (udává velikost čísla), což odpovídá vědecké notaci (nap íklad 
1,23456789x103). Čísla jsou na číselné ose rozložena nerovnoměrně. Jejich hodnota je pak vý-
sledkem operace (uvažována koncepce, kdy desetinná čárka je umístěna za nejvýznamnější čís-
licí): 
 ℎ = ∙ � (46) 
 
kde m … mantisa 
 z … základ soustavy 
 e … exponent 
Oproti tomu u reprezentace čísel pomocí pevné desetinné čárky je pevně stanoven počet cifer 
p ed a za desetinnou čárkou. Čísla jsou tedy na číselné ose rozložena rovnoměrně. 
Velkou výhodou reprezentace pomocí plovoucí desetinné čárky je dynamický rozsah čísel, což 
znamená, že je možné zvýšit rozsah (více bitů exponentu) nebo p esnost (více bitů mantisy), 
což u reprezentace s pevnou desetinnou čárkou není možné. Detailnější rozbor v [21]. 
FPGA nemá p eddefinovanou žádnou délku slova, proto si uživatel může libovolně navolit for-
mát čísel s pevnou desetinnou čárkou. Čím méně bitů bude použito, tím rychleji bude program 
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pracovat a s menší pravděpodobností dojde k vyčerpání kapacity hardwarových prost edků, na 
druhou stranu p i p íliš málo bitech dochází ke ztrátě p esnosti a stability výpočtu. Zejména 
operace násobení je problematická, protože aby byla zachována správnost výsledku, pak počet 
bitů součinu se musí rovnat součtu bitů obou součinitelů. Jelikož výsledný regulátor v sobě 
zahrnuje pozorovatele, který v sobě má zabudovanou korekci poruchy, objevuje se v něm 




3. Vytvo ení ídicího systému 
3.1. Návrh a vytvo ení regulátoru v prost edí Matlab/Simulink 
Tato kapitola si klade za cíl navrhnout vhodný regulátor polohy, p evést soustavu i regulátor 
do diskrétní podoby a otestovat kvalitu regulace. 
3.1.1. Vytvo ení modelu soustavy 
P i vytvá ení modelu soustavy vyjdeme z dynamických rovnic DC motoru (viz 2.5.2), parame-
trů zadaného motoru Maxon (v technické dokumentaci typ 273759, viz [30]) a stavového po-
pisu (viz 29). Parametry motoru v dané dokumentaci nejsou v jednotkách SI, proto je nejprve 
pot eba jednotky p evést. Parametry po p evodu jsou uvedeny v následující tabulce. 
Parametr U [V] cϕi [N∙m∙A-1] cϕω [V∙s] R [Ω] L [H] J [kg∙m2] ta [s] 
Hodnota 48 0,119 0,7453 11,5 0,00316 6,55∙10-6 2,8∙10-4 
Tabulka 2 – Parametry použitého DC motoru 
kde U … napětí     
cϕi … proudová konstanta motoru 
 cϕω … otáčková konstanta motoru 
R … odpor kotvy 
 L … indukčnost kotvy   
J … moment setrvačnosti 
 ta … elektrická časová konstanta 
Stavový model sestává z dynamických rovnic, kdy na levé straně figurují derivace stavových 
proměnných a z pravých stran se formují jednotlivé matice A, B, C a D. Z důvodu aplikace 
polohového regulátoru bude t etí rovnicí vyjád ení natočení rotoru jako integrál rychlosti. Sta-
vové rovnice pak mají následující tvar: 
 � = � 
 
(47) 
 � = cϕ� ∙ � −  
 
(48) 
 � = u − R ∙ i − cϕ� ∙ �  
 
(49) 
Definujeme-li stavový vektor jako x = [ϕ, ω, i]T a vektor vstupů jako u = [u, mz]T, lze pak 
snadno z výše uvedených rovnic odvodit následující matice, které slouží jako vstup do funkce 
ss (stavový model) v Matlabu. Na tento model se pak lze snadno odkázat ze Simulinku pomocí 
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Vstupem do soustavy je regulované napětí u a neznámý zátěžný moment mz. Suché a viskózní 
t ení budeme považovat za součást mz, jelikož výsledný regulátor bude zátěžný moment odha-
dovat a korigovat.  
Po kontrole iditelnosti a pozorovatelnosti tedy získáváme model motoru, se kterým budeme 
dále pracovat p i návrhu a testování regulátoru. Vlastní čísla matice A (pro úhlovou rychlost a 
proud) nabývají hodnot -1819,6 ± řŘ6,ři. Jedná se tedy o poměrně rychlou a stabilní soustavu. 
 
Obrázek 3.1 – Odezva modelu motoru na skok napětí a momentu 
Chování soustavy dopadlo podle očekávání. V čase t = 0 bylo p ivedeno napětí 1 V, nastal 
p echodový děj, otáčky se ustálily a hodnota natočení začala lineárně narůstat. V čase t = 0,01 
byl p iveden skok momentu o velikosti mz = 0,01, po kterém nastal další p echodový děj, a po 
ustálení se otáčky snížily a narostl proud. 
3.1.2. Návrh zpětnovazebního stavového regulátoru s integrací na vstupu 
Pro pot ebu návrhu regulátoru byl vytvo en ještě další model motoru, který se liší pouze zane-
dbáním zátěžného momentu na vstupu, tím pádem je z matic B a D odebrán druhý sloupec. 
Pokud tedy naladíme regulátor na této soustavě, nebude si umět dob e poradit p i regulaci mo-
toru s proměnlivým zátěžným momentem, což bude ešeno dále. Následující schéma v Simu-




Obrázek 3.2 – Schéma regulace s integrátorem na vstupu (Simulink) 
Nyní je pot eba napočítat matici K a zesílení ri. Vyjdeme z rovnice (27, kdy můžeme p ímo 
aplikovat metodu pole placement. Ovšem pro intuitivnější návrh byla zvolena metoda LQR, 
která usnadňuje volbu pólů uzav ené smyčky. 
 
Obrázek 3.3 – Ukázka návrhu regulátoru metodou LQR v Matlabu 
Z kódu na obrázku Obrázek 3.3 – Ukázka návrhu regulátoru metodou LQR je z ejmé, že koe-
ficienty ki a Ref jsou napočítány jako parametr krát normalizovaná hodnota penalizace. Nor-
malizovanou hodnotou je myšlena p evrácená hodnota rozsahu veličiny (pro pi = 1 je tedy p i 
součin maximální hodnoty dané veličiny a ki roven jedné). Ladění regulátoru pak probíhá úpra-
vou parametrů pi. Nakonec je zavolána funkce lqr, která vrací hledanou matici K a zesílení ri. 
 
Požadavky na naladění polohového regulátoru: 
 nulový p ekmit 
 maximální rychlost ustálení na požadované hodnotě 
 minimální hodnoty prvků matice K a zesílení ri z důvodu výpočetní náročnosti operace 
násobení na FPGA 
46 
 
Tyto požadavky jsou vzájemně v rozporu, proto je výsledné naladění kompromisem s výjimkou 
nulového p ekmitu, který je vždy dodržen. 
 
Obrázek 3.4 – Odezva uzav ené smyčky s regulátorem naladěným pomocí LQR 
Na obrázku Obrázek 3.4 – Odezva uzav ené smyčky s regulátorem naladěným pomocí LQR je 
zobrazena reakce modelu motoru na jednotkový skok natočení (1 radián, který odpovídá cca. 
57,3°), kdy je dosaženo nulového p ekmitu a soustava se ustálí na požadované hodnotě pod 
desetinu sekundy. 
3.1.3. Vytvo ení pozorovatele s korekcí poruchy 
Regulátor navrhnutý v 2.6.4 vyžaduje na vstupu znalost všech stavových veličin. Mě ení všech 
těchto fyzikálních veličin na reálném motoru je nepraktické, drahé a nemusí být možné. Proto 
budeme uvažovat pouze snímání natočení inkrementálním enkodérem a zbytek stavů bude od-
hadován pozorovatelem, který bude navíc rozší en o odhadování poruchy, v našem p ípadě 




Obrázek 3.5 – Ukázka návrhu pozorovatele v Matlabu 
Hledaná je matice H, kterou lze opět po vhodných p edchozích úpravách získat pomocí funkce 
place. Pozorovatel musí mít rychlejší čas odezvy, proto jeho póly musí být zápornější (doporu-
čuje se 4x až 10x, viz [14]), což je dosaženo parametrem p, který slouží k jejich optimalizaci 
(rychlejší soustavy jsou náročnější na výpočet). Zapojení v Simulinku je ukázáno na obrázku 
Obrázek 3.6 – Pozorovatel s kompenzací poruchy (Simulink). 
 
Obrázek 3.6 – Pozorovatel s kompenzací poruchy (Simulink) 
Struktura byla rozší ena o pozorovatele, který pracuje s hodnotou napětí vstupujícího do motoru 
a mě eným natočením h ídele motoru. Na výstupu generuje odhady natočení, úhlové rychlosti, 
proudu a zátěžného momentu. S odhady stavových veličin poté pracuje regulátor navržený po-
mocí metody LQR s integrátorem na vstupu a odhad zátěžného momentu je konstantou kz p e-




Obrázek 3.7 – Odezva na skok p i periodickém zatěžování momentem 
 
Obrázek 3.8 – Periodické zatěžování momentem a jeho odhad 
Z obrázků Obrázek 3.7 a Obrázek 3.8 je patrné, že pozorovatel je dostatečně rychlý a nezhoršuje 
kvalitu regulace. Odhad zátěžného momentu velmi dob e aproximuje jeho reálný průběh. Am-
plituda cyklu zátěžného momentu je nastavena na 0,1 N∙m, což podle dokumentace odpovídá 
p ibližně jeho jmenovité hodnotě. Pro tuto simulaci byl použit ešič s variabilním krokem 
ODE45. Kvalita regulace polohy byla vyhodnocena kvadratickým integrálním kritériem a jeho 
hodnota dosáhla čísla 0,01162 (0,01242 bez kompenzace momentu, viz Obrázek 3.9 – Detail 




Obrázek 3.9 – Detail reakce p i skokové změně momentu 
Z výše uvedeného obrázku je z ejmé, že kompenzace poruchy výrazně zlepšuje kvalitu regu-
lace. Maximální hodnota výkyvu se tak zmenší více než dvakrát. 
3.1.4. P evedení do diskrétní podoby a testování v uzav ené smyčce 
Po úspěšném otestování ve spojitém čase spočívá další krok návrhu v p evedení soustavy a 
regulátoru do diskrétní podoby. Jak už bylo p edesláno v kapitole 2.7.2, bude použita funkce 
c2d s nastavením metody ZOH a periodou 100 µs (čemuž odpovídá frekvence 10 kHz). Model 
motoru i pozorovatele byl vytvo en jako stavový model v Matlabu, což umožňuje snadný p e-
vod následujícími p íkazy. 
 
Obrázek 3.10 – P evod spojitého stavového modelu na diskrétní tvar v Matlabu 
Výchozí metodou p evodu je ZOH, proto u prvních dvou ádků je vynechán parametr volby 
algoritmu. Parametr p sloužil pro testování správnosti výsledků p i různém časovém kroku si-
mulace modelu motoru. Po sérii simulačních testů byl vybrán časový krok o velikosti 100 µs, 
kdy p i zrychlení výpočtu se už dále kvalita regulace nezvyšovala. Model v Simulinku pro tes-




Obrázek 3.11 – Testování diskrétní uzav ené smyčky (Simulink) 
Pro nahrazení integrace na vstupu byla ve smyslu ZOH použita nejjednodušší obdélníková 
aproximace integrace. Jinak schéma zůstává témě  totožné s obrázkem Obrázek 3.6 – Pozoro-
vatel s kompenzací poruchy (Simulink). 
 
Obrázek 3.12 – Odezva diskrétní uzav ené smyčky 
Simulace vyobrazená na obrázcích Obrázek 3.12 a Obrázek 3.13 proběhla za stejných podmí-
nek jako test spojitého regulátoru v p edchozí kapitole. Ze simulovaných dat vyplývá, že dis-
kretizací se chování smyčky p íliš nezměnilo. Pouze odhad momentu na začátku simulace se 
neumí dokonale vyrovnat se skokem zatížení v čase t = 0 a skokem žádané hodnoty v čase t = 
10 ms. Díky malému kroku simulace není z grafů patrný schodovitý charakter signálu (simulace 




Obrázek 3.13 – Odhad momentu u diskrétní uzav ené smyčky 
Tímto byla v Matlabu simulačně ově ena funkce regulátoru a pozorovatele v diskrétní podobě. 
U ízené soustavy nedochází k p ekmitu (pouze p i velkém skokovém zatížení momentem) a 
doba ustálení na požadované hodnotě se pohybuje pod 0,1 sekundy. 
3.2. Implementace regulátoru pro platformu cRIO 
Cílem této kapitoly je p evést celou uzav enou smyčku z prost edí Matlab/Simulink do Lab-
VIEW. Model motoru bude sloužit pouze pro verifikaci p evodu, proto stačí využít aritmetiky 
s plovoucí desetinnou čárkou a implementovat soustavu na real–time procesor. Regulátor 
včetně pozorovatele však musí být transformován s využitím aritmetiky s pevnou desetinnou 
čárkou a to tak, aby bylo možné algoritmus nahrát na FPGA. 
 
Obrázek 3.14 – Struktura funkcí vytvo ená v LabVIEW 
Celkem byly vytvo eny t i funkce (subVI) podle obrázku Obrázek 3.14, kde soustava může být 
simulována na FPGA, real-time procesoru nebo nahrazena reálným motorem.  
3.2.1. P evedení modelů do prost edí LabVIEW 
Jelikož FPGA nepodporuje maticový počet (umožněna je práce pouze s jednorozměrnými poli) 
je nutné stavové matice rozložit na stavové rovnice. Nahrazení maticového počtu je provedeno 
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tím způsobem, že každý prvek matice je násoben p íslušnou stavovou proměnnou a dílčí vý-
sledky jsou pak sečteny podle pravidel pro násobení matic a vektorů. Bohužel tímto nezbytným 
krokem se kód znep ehlední a v graficky programovatelném prost edí nabude na ploše. Funkce 
však není ovlivněna. 
Z obrázku Obrázek 3.15 – Blok diagram stavového pozorovatele v LabVIEW je patrné, že p i 
modelování jsou použity výhradně funkce dostupné na FPGA: 
 Násobení 
 Sčítání 
 Uložení hodnoty z p edchozí iterace (v z-transformaci odpovídá z-1) 
Rozložení odpovídá maticovému zápisu, kdy vstupy u a phi, jsou násobeny maticí B, která je 
tvo ena konstantami v horní části obrázku. Stavové proměnné jsou v prost ední části obrázku a 





Obrázek 3.15 – Blok diagram stavového pozorovatele v LabVIEW 
Struktura pozorovatele je totožná s modelem pozorovatele v Simulinku vyobrazeném na ob-
rázku Obrázek 3.6. Místo datového typu double (plovoucí desetinná čárka, 64 bitů) je použit 




Obrázek 3.16 – Blok diagram regulátoru v LabVIEW 
Regulátor na obrázku Obrázek 3.16 – Blok diagram regulátoru v LabVIEW pracuje na vstupu 
s žádanou hodnotou (signál Desired), mě eným natočením rotoru (phi), konstantami k1, k2 a k3 
danými návrhem zpětnovazebního stavového regulátoru (viz kapitola 3.1.2), odhady stavových 
veličin (výstup z pozorovatele – omega, i, mz) a p evodní konstantou kz (p evod momentu na 
ekvivalentní hodnotu napětí). Regulátor je navíc rozší en o plynulé p epínání automatického 
módu (stavová regulace) a manuálního režimu, kdy uživatel může p ímo zadat napětí na mo-
toru. Kromě p epínače (datový typ boolean – logické hodnoty pravda a nepravda) je regulátor 
vytvo en z datového typu fixed-point. 
 
Obrázek 3.17 – Schéma p epínání automatického a manuálního módu 
Stiskem tlačítka uživatel zapíná manuální režim, kdy blok p epínače generuje stav pravda. 
Bloky výběru pak sepnou horní p ivedený signál a na výstupu regulátoru se objeví napětí za-
dané uživatelem, jehož hodnota je dána proměnnou u_manuální. Regulátor poté sleduje uživa-
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telem zapsanou hodnotu napětí a p izpůsobuje jí svůj výstup, což pak umožňuje plynulý p e-
chod do automatického režimu. Pokud je p epínač vypnutý, uživatel zadává pouze požadova-
nou hodnotu natočení rotoru a regulátor pracuje ve standartním módu. 
Tímto byly navrženy všechny nezbytné funkce pot ebné pro vytvo ení ídicího systému. Správ-
nost p evodu modelu z prost edí Matlab/Simulink do LabVIEW byla ově ena porovnáním vý-
sledků simulací v Matlabu a LabVIEW pro zvolený stejný vstupní signál. Rozdíl mezi oběma 
modely je patrný z obrázku Obrázek 3.18 – Testování uzav ené smyčky v LabVIEW. 
 
Obrázek 3.18 – Testování uzav ené smyčky v LabVIEW – front panel 
Drobné rozdíly jsou dané změnou datového typu u funkce regulátor a pozorovatel, kde není 
možné počítat ve formátu s plovoucí desetinnou čárkou. Na následujícím obrázku je zobrazen 
vlastní testovací kód, kde soubor data obsahuje hodnoty vstupních i výstupních veličin získa-




Obrázek 3.19 – Testování uzav ené smyčky v LabVIEW – block diagram 
Všechny funkce byly tímto způsobem testovány i jednotlivě, aby bylo p ed p ipojením na reál-
nou soustavu vychytáno co nejvíce nedostatků, a nedošlo tak k poškození za ízení. 
3.2.2. PWM modulace a zpracování dat z enkodéru 
Dalším krokem je p izpůsobit výstupní napětí z bloku regulátoru do digitálních signálů PWM, 
Dir a PWM enable, které reprezentují fyzické kanály vstupující do obvodu DRV8402. Proto 
byl program na FPGA rozší en o PWM modulaci, jejíž podoba v LabVIEW je zobrazena na 
následujícím obrázku. Signálem PWM enable je ovládáno napájení měniče, kdy logická hod-
nota pravda znamená vypnuto a nepravda zapnuto. 
 
Obrázek 3.20 – PWM modulace v LabVIEW 
Výstupní napětí u z regulátoru je nejprve normováno na rozsah <-1, 1>, který je pak vynásoben 
konstantou 2000. Toto číslo (strida_tic) reprezentuje počet kroků, pro které má hodnota stavu 
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PWM nabývat logické hodnoty pravda. Ve vlastním modulátoru je pak absolutní hodnota pro-
měnné strida_tic porovnávána s interním čítačem, který se po dosažení hodnoty 2000 resetuje 
na nulu. Pokud je strida_tic větší než hodnota čítače, na výstupu PWM je hodnota pravda, jinak 
je výstupem nepravda. Jelikož je doba kroku dána interními hodinami PWM laděnými na 40 
MHz, pak jsou frekvence PWM a rozlišení PWM dány vztahy: 
 � �� � = �� =   (50) 
 
 �� = 4  (51) 
Signál Dir určuje směr otáčení a vychází ze znaménka proměnné strida_tic. Tímto jednodu-
chým algoritmem je zajištěno regulované napájení DC motoru. 
Zpětná vazba je realizována mě ením natočení rotoru pomocí kvadraturního enkodéru, jehož 
výstupem jsou signály A, B a Y, které je nutné p evést na natočení h ídele motoru, se kterým 
na vstupu pracuje regulátor. Ukázka možné realizace v LabVIEW je na následujícím obrázku. 
 
Obrázek 3.21 – Ukázka zpracování signálu z kvadraturního enkodéru 
Tato část kódu má za úkol detekovat a čítat sestupné i náběžné hrany a z fázového posunu 
signálu A B určit smysl otáčení motoru. Proměnná phi_tic je poté p evedena na radiány a slouží 
jako vstup do regulátoru. Logika čítání je zachycena na obrázku Obrázek 3.22.  
 
Obrázek 3.22 – Schéma zpracování dat z kvadraturního enkodéru [22] 
Rozlišení snímače v radiánech je pak dáno následujícím vztahem: 




kde x … typ enkodéru (pro kvadraturní x = 4) 
 N … počet pulsů na otáčku (parametr enkodéru) 
 i … p evodový poměr p evodovky 
3.2.3. Implementace kódu na FPGA 
Po úspěšném ově ení funkčnosti regulátoru je dalším krokem nahrání algoritmu na FPGA. Pro 
tento účel je nezbytné program nejprve p eložit do formy bitové mapy, která v sobě obsahuje 
informace o propojení jednotlivých hardwarových prost edků tak, aby byla zajištěna správná 
funkce za ízení. Zde se bylo pot eba vypo ádat s několika problémy. 
 Kompilátor je oficiálně kompatibilní s operačním systémem Microsoft Windows 7 SP1 
(autor pracuje ve verzi Windows 10). 
 Chyba kompilátoru, který neumožňuje vypnout preferenci násobiček DSP4Ř, což vede 
k chybě kompilace, kdy FPGA nemá dostatek těchto prvků pro provedení všech poža-
dovaných násobení, i když by mohla být realizována pomocí jiných dostupných hard-
warových prost edků. 
 P íliš velká velikost kódu. 
 Chyba pramenící z porušení časových podmínek. 
P i odstraňování prvního problému se dá postupovat dvěma způsoby. První myšlenkou bylo 
vytvo it virtuální počítač pomocí technologie Hyper-V a nainstalovat na něj podporovaný sys-
tém Windows 7 SP1. Poté je možné kompilace provádět na tomto virtuálním počítači bez rizika 
neočekávaných chyb a s možností využít technické podpory firmy National Instruments, pop . 
Xilinx. Jako lepší ešení se ukázalo využít cloudové služby Compile Cloud Service od firmy 
National Instruments, kdy se kompilovaný program odešle na vysoce výkonný server firmy, 
kde proběhne kompilace a zpátky je poslán bitový soubor, který se už pouze nahraje do FPGA. 
Velkou výhodou tohoto p ístupu je možnost paralelně kompilovat více programů ve stejný oka-
mžik, dále pak mnohem rychlejší čas kompilace a šet ení vlastních hardwarových prost edků 
na vývojovém PC. Tato služba byla využita v rámci licence na zkoušku, kterou je možno pou-
žívat ř0 dní (aktuální informace pro květen 2017). 
U problému s nuceným používáním násobiček je jediným východiskem omezení počtu operací 
součinu. Toho se dá dosáhnout s využitím bitových posuvů (ekvivalentní operace jako násobení 
libovolnou mocninou čísla dvě) a následně jejich vzájemným součtem. Bitový posun totiž není 
interpretován jako násobení a p esnost součinu je daná množstvím sečtených posuvů. Tuto 
aproximaci součinu lze ovšem aplikovat pouze na násobení konstantou, proto je tento p ístup 
použit pro násobení prvků stavových matic vstupním, pop . stavovým vektorem. P íklad tako-




Obrázek 3.23 – Ukázka násobení signálu x konstantou k (k = 3441,Ř71Ř6) 
Po vy ešení problému s násobičkami se dalším problémem ukázala být velikost nahrávaného 
programu. Tento problém byl vy ešen citlivým laděním velikostí datových typů tak, aby výpo-
čet byl stále proveden správně, ale aby každý jednotlivý signál měl minimální datovou velikost. 
Vycházelo se p itom z následujících poznatků: 
 Maximální hodnoty napětí, otáček, proudu a momentu dané typem motoru určují veli-
kost datového typu p ed desetinnou čárkou. 
 Známé rozlišení enkodéru a p evodu p evodovky společně s rozlišením PWM modulá-
toru vede na stanovení optimálního počtu bitů za desetinnou čárkou. 
 Velikosti prvků jednotlivých stavových matic a testování vlivu jejich zaokrouhlení na 
chování soustavy určuje minimální p esnost datového typu za desetinnou čárkou. 
Tyto poznatky vedly k optimalizaci rozměru datových typů v celém modelu regulátoru a pozo-
rovatele. S využitím větších datových typů by nebylo možné takto složitý regulátor na dané 
FPGA implementovat. I se všemi těmito úpravami se využití FPGA prost edků pohybuje za 
85% celkové kapacity. 
Posledním problémem, který se v souvislosti s p ekladem objevil, byla častá chyba související 
s porušením časových pravidel. Tato chyba nastávala velice nečekaně, protože hlášení kompi-
látoru p i p ekladu ukazovala značné časové rezervy. Tento problém byl vy ešen nastavením 




Obrázek 3.24 – Výsledek kompilace prvního funkčního stavového regulátoru 
Na obrázku Obrázek 3.24 – Výsledek kompilace je zobrazeno hlášení z kompilátoru, ve kterém 
jsou prezentovány informace o využití jednotlivých hardwarových prost edků a možnosti ča-
sování programu. Vidíme, že regulátor využívá významnou část dostupné kapacity FPGA čipu. 
Z hlášení o časování se dá usoudit, že by mohl být výpočet urychlen. 
 
Obrázek 3.25 – Hlášení kompilátoru po úspěšném p ekladu konečné aplikace 
Výsledek kompilace finální aplikace, kde byla rozší ena komunikace s host VI (viz kapitola 
3.2.4), je ukázán na obrázku Obrázek 3.25. Zvýšily se nároky na časování, ale dalšími vhod-
nými optimalizacemi došlo k zefektivnění využití hardwarových prost edků FPGA.  
 
3.2.4. Vytvo ení host aplikace 
Mezi nezbytné součásti ídicího sytému pat í uživatelské rozhraní, které uživateli umožňuje 
ovlivňovat chování ízené soustavy pomocí změny regulovaných veličin, sledovat a ukládat 
důležitá data a detekovat p ípadné chyby a poruchy v systému. Pro tento účel byla vytvo ena 
aplikace na real-time kontroléru.  
Tato aplikace komunikuje s regulátorem na FPGA, umožňuje uživateli měnit požadovanou 
hodnotu natočení rotoru a sledovat a ukládat data do souboru. Informace jsou dopravovány skrz 
DMA FIFO frontu, kdy je nutné ošet it fakt, že zápis ze strany FPGA probíhá ádově rychleji, 
a proto je nutné na straně hosta číst data po více prvcích, aby nedošlo k zahlcení fronty a ztrátě 
dat (host VI běží na frekvenci 1kHz a regulátor na 10kHz). Data jsou pak uložena do formátu 
.tdms (viz [23]). Se spuštěním host aplikace je automaticky zapnut také FPGA program. Zpra-










4. Experimentování s reálným motorem 
V této kapitole budou provedeny experimenty s ízením daného DC motoru regulátorem, který 
byl navržen na základě modelu tohoto motoru a simulačně ově en v prost edí Matlab/Simulink. 
4.1. Popis použitého hardwaru 
K realizaci ídicího systému je použita platforma cRIO, která je složena ze t í částí, real-time 
kontroléru, šasi a C-modulů. C-moduly zajišťují propojení s okolními za ízeními (mohou být 
vstupní nebo výstupní, analogové, digitální, CAN apod.) a jsou ke kontroléru p ipojeny pomocí 
šasi, která se od sebe liší počtem slotů, protokolem komunikace mezi kontrolérem a C-moduly 
a dalšími parametry. 
 
Obrázek 4.1 – cRIO v šasi s Ř sloty plně zaplněné C-moduly [24] 
Schéma zapojení jednotlivých prvků mě icího a ídicího etězce je zachyceno na obrázku Ob-
rázek 4.2. 
 
Obrázek 4.2 – Schéma zapojení 
V nejvyšší vrstvě na real-time kontroléru je spuštěno tzv. host VI. Jedná se o aplikaci, která ídí 
chod celého systému. Uživatel zde zadává požadovanou hodnotu natočení rotoru, která je poté 
načtena regulátorem na FPGA, které vygeneruje ídicí signály, jež jsou poté skrz kartu NI ř401 
p ivedeny do silové části obvodu. Zde se měnič ízený PWM signálem stará o napájení motoru, 
u něhož je na h ídeli snímána pomocí enkodéru poloha rotoru. Signály generované tímto sen-
zorem jsou pak vedeny zpět do karty NI ř401 a zpracovávány na FPGA. 
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P ehled jednotlivých komponent ídicího systému podle obrázku Obrázek 4.2 – Schéma zapo-
jení je shrnut v následujícím textu: 
 cRIO – 9022 – zabudovaný (embedded) kontrolér pracující v reálném čase (viz [25]) 
vsazený do šasi NI ř111. 
o Real–time část cRIO obsahuje host VI, které slouží k zápisu dat do souboru a 
nastavování požadované hodnoty. 
o Na FPGA čipu (Virtex-5 LX30 od firmy Xilinx, který je zakomponován do po-
užitého šasi NI ř111, viz [26]) je implementován stavový regulátor s integráto-
rem na vstupu a kompenzací poruchy (viz kapitola 2.6.6). Vstupem do FPGA je 
zadaná požadovaná poloha rotoru v radiánech od uživatele, signály A, B a Y z 
inkrementálního enkodéru, a hodnota napětí nastavená regulátorem v p edcho-
zím kroku. Na výstupu je generován ídicí PWM signál, který určuje napětí na 
motoru. 
o Blok NI 9401 reprezentuje obousměrný digitální C–modul pracující s TTL logi-
kou (5 V) se zabudovanými 10 MHz vnit ními hodinami (detaily v [27]). Tato 
karta je nastavena do módu, kdy porty o indexu 0 – 3 jsou výstupní a piny s in-
dexem 4 – 7 jsou vstupní. Porty jsou ízeny p ímo z FPGA. 
 Součástí bloku signálové p izpůsobení je integrovaný obvod s čipem MC34Ř6 (viz 
[28]), který slouží jako rozhraní mezi mě icí kartou ř401 a enkodérem. Čip MC34Ř6 
p edzpracovává data z kvadraturního enkodéru a na výstupu generuje signály A, B (vzá-
jemně posunuté o ř0%) a Y (index, p i otočení o 360° enkodér generuje puls). 
 Hlavní součástí výkonové elektroniky je čip DRVŘ402 (detaily v [29]). Jedná se o ídicí 
silový obvod pro ovládání dvou motorů. Má v sobě zabudované dva čty -kvadrantové 
měniče a je ízen t emi signály. PWM (viz kapitola 3.2.2), Dir (určuje polaritu napětí) 
a PWM enable (zapínání napájení měniče). 
 DC motor Maxon RE 35 (typ 273759, viz [30]), na kterém je namontována p evodovka 
Harmonic drive AG (typ cpu-14A-100-M-SP, [31]) o p evodovém poměru 100:1 a 
brzda Maxon AB 28 (typ 24 V, 0.4 N∙m, [32]). 
 Inkrementální enkodér HEDL 5540 (typ A02 1215A, [33]) s rozlišením 500 pulsů na 
otáčku a t emi kanály A, B a Y. 
 Laboratorní zdroje Diametral P230R51D (viz [34]) pro napájení motoru a odjištění 




Obrázek 4.3 – Pracovní stůl s kompletním hardwarem 
Pokud budeme popisovat obrázek Obrázek 4.3 – Pracovní stůl s kompletním hardwarem smě-
rem zleva doprava, tak vidíme laboratorní zdroj Diametral, uprost ed vzadu p ípravek s úchy-
tem na DC motor, kde v levém zadním rohu je vidět výkonová elektronika a v pravé části je 
vlastní motor s p evodovkou, brzdou a enkodérem p ipojeným na vzdálenějším konci motoru. 
V pravé části se nachází šasi ř111 se zapojenou digitální kartou nalevo a real-time kontrolérem 
napravo. 
4.2. Konfigurace systému 
P ed implementací finálního regulátoru, který v sobě zahrnuje PWM modulaci, načítání dat 
z enkodéru, pozorovatele atd., byly provedeny jednodušší testy, které měly za cíl ově it správ-
nou funkci jednotlivých součástí konečného programu. 
Po otestování správného chodu PWM modulátoru a ově ení vyhodnocování natočení enkodé-
rem bylo nutné sladit tyto prvky dohromady, aby pro dané znaménko regulační odchylky výstup 
PWM generoval správný směr akčního zásahu. Pro tyto účely posloužil jednoduchý PI regulá-
tor, který byl následně nahrazen podstatně složitějším regulátorem stavovým. 
Další úpravy si vyžádal fakt, že byl motor napájen ze zdroje, který generuje maximálně 30 V 
(jmenovitá hodnota napětí motoru je 4Ř V), proto tomu musel být oproti simulacím uzpůsoben 
výstup regulátoru. Napětí totiž není mě eno a pozorovatel jeho hodnotu čte p ímo z výstupu 
regulátoru v rámci FPGA. Došlo by tak ke zkreslení, kdy by na motoru bylo menší napětí, než 
s jakým pracuje pozorovatel, čímž by byl odhad stavových veličin zkreslený a do etězce by 
byla vnesena chyba. 
Protože p i modelování motoru byla zanedbána spousta vlivů (zejména možnosti zdroje napá-
jení, p evodovka, brzda, suché t ení atd.) dá se očekávat, že parametry regulátoru optimalizo-
vané na jeho modelu bude nutné upravit. Proto byly nejprve konstanty regulátoru definovány 
pomocí prvků control, jejichž hodnoty lze za běhu dynamicky měnit a tím je uživateli umož-
něno doladit parametry regulátoru experimentálně p ímo na ízené soustavě a dosáhnout tak co 
nejlepšího výsledku. 
Parametry regulátoru získané ze simulací byly použity jako počáteční hodnoty konstant regu-
látoru p i doladění na reálné soustavě jak ukazuje Tabulka 3. 
64 
 
parametr k1 k2 k3 ri kz 
simulace 281,46 0,58 2,99 1,55 121,72 
po doladění 512,00 0,58 2,99 0,16 0,00 
Tabulka 3 – Výsledné nastavení parametrů regulátoru 
P i použití původních parametrů ze simulace soustava vykazovala výraznou kmitavou odezvu 
i na malou změnu požadované hodnoty. Kvůli zvýšení stability byla ve zpětnovazební regulační 
matici K zvýšena hodnota parametru k1 korespondující s natočením. Dále u integrátoru na 
vstupu bylo zmenšeno zesílení a nakonec byla vypnuta kompenzace poruchy. Těmito úpravami 
se odezva systému výrazně zpomalila, ale vykazuje stabilní chování a prakticky nedochází 
k p ekmitu. 
4.3. Testování ídicího systému 
Po správné konfiguraci systému a zprovoznění regulační smyčky byly vybrány dva referenční 
signály (schodovitý a sinusový signál), které byly p ivedeny na vstup regulátoru jako žádaná 
hodnota natočení. Odezva systému byla zaznamenána a je vykreslena na obrázcích Obrázek 4.4 
– Odezva systému na sinusový signál a Obrázek 4.5 – Srovnání tvaru požadovaného sinusového 
signálu a v čase posunutých namě ených hodnot. 
Pro první test byl vybrán sinusový referenční signál o amplitudě 1 radián a periodě 2π sekund. 
Tento experiment má za úkol otestovat schopnost regulátoru sledovat pozvolna se měnící tra-
jektorii. 
 
Obrázek 4.4 – Odezva systému na sinusový signál 
Pro názornější srovnání byly namě ené hodnoty natočení rotoru na obrázku Obrázek 4.5 – Srov-
nání tvaru požadovaného sinusového signálu a v čase posunutých namě ených hodnot v čase 




Obrázek 4.5 – Srovnání tvaru požadovaného sinusového signálu a v čase posunutých namě e-
ných hodnot 
Druhý pokus se zamě il na schopnost soustavy reagovat na skokovou změnu žádané hodnoty, 
proto byl vytvo en schodovitý signál o periodě dvě sekundy se skoky 0,5 radiánu. Výsledky 
jsou prezentovány na obrázcích Obrázek 4.6 a Obrázek 4.7. 
 
Obrázek 4.6 – Odezva systému na schodovitý signál 




Obrázek 4.7 – Odezva na skok požadované hodnoty 
4.4. Vyhodnocení výsledků mě ení 
Z experimentů se sinusovým signálem byly vyvozeny následující závěry. Regulátor dokáže 
velmi dob e sledovat měnící se trajektorii (viz obrázek Obrázek 4.5), kromě oblasti maxim 
funkce sinus. Vlivem zpoždění nedokázal polohu uregulovat p esně na hodnotu jednoho radi-
ánu, což je dáno dobou trvání píku, která je větší než ustálení na požadované hodnotě plynoucí 
z grafu na obrázku Obrázek 4.7. P i sledování dochází k časové prodlevě, která je v daném p í-
padě p ibližně 0,3 sekundy. Tato prodleva je dána rychlostí odezvy na jednotkový skok a zpož-
děním daným jednotlivými prvky systému (nap . měnič).  
Z testů se schodovitým signálem vyplývá, že doba pot ebná k ustálení na nové požadované 
hodnotě p i její prudké změně je menší než 2 sekundy a nedochází k prakticky žádnému p e-
kmitu (jednotky tiků enkodéru, což odpovídá ádově tisícinám až setinám stupně). Zde by 
mohla být zavedena necitlivost regulátoru (vypínání regulátoru pro velmi malé odchylky), p í-
padně by motor mohl být zabrzděn, pokud by aplikace vyžadovala pevné držení polohy. 
Výše uvedené vlastnosti jsou částečně zap íčiněny faktem, že je dynamika systému negativně 
ovlivněna laboratorním zdrojem Diametral, který napájí DC motor a nedokáže generovat na 
svém výstupu jeho jmenovité napětí. Regulátor tedy nemůže nastavovat více než 30 V, i když 
je motor možné ídit až 4Ř volty. 
Srovnání dat se simulacemi je poměrně problematické, poněvadž do modelu soustavy není za-
hrnuta p evodovka, brzda a zpoždění signálů není známé. Model tedy neuvažuje žádné zatížení 
motoru, což vede na velmi rozdílné hodnoty akční veličiny, kdy napětí získané simulací je vý-
razně nižší oproti reálnému experimentu. V realitě je motor zatížen zejména harmonickou p e-
vodovkou, která společně se t ením vykazuje nelineární chování [36]. P esto se podle obrázku 
Obrázek 4.8 ízené natočení velmi dob e shoduje jak u mě ení na reálné soustavě, tak u simu-
lace, kde byly pozměněny parametry regulátoru podle reálného systému a jako vstupní signál 













V první části je provedena rešerše odborných článků spojených s tématem práce, jež si kladla 
za cíl zjistit různé možnosti postupu p i návrhu a poučit se ze zkušeností získaných p edchozími 
badateli. Z výstupů rešerše vyplývá, že práce je svým způsobem unikátní ve smyslu implemen-
tace stavového pozorovatele pro DC motor na FPGA, kdy nebyla nalezena žádná studie zabý-
vající se tímto konkrétním problémem (použití platformy cRIO).  
Dále práce pokračuje teoretickým rozborem, kdy jsou nejprve rozebrány postupy návrhu ídi-
cího členu na základě modelu, simulace v reálném čase, popis součástí FPGA a p ehled progra-
movacích nástrojů užívaných na FPGA. Následuje kapitola pojednávající nejprve obecně o stej-
nosměrných motorech a poté se zamě uje na matematický popis p echodové děje, který je zá-
kladem pro vytvo ení simulačního modelu DC motoru. 
V další části se práce zabývá stavovým popisem soustav, rozebírá metody návrhu zpětnovazeb-
ního stavového regulátoru a pozorovatele a pokládá tím základy, ze kterých je v následujících 
kapitolách vytvo en konečný ídicí algoritmus. Následuje pojednání o možnostech p evodu mo-
delů do diskrétní formy a o datovém typu fixed-point, jež je nezbytný pro implementaci apli-
kace na FPGA. 
Ve t etí kapitole je podrobně rozebrán návrh regulátoru v prost edí Matlab/Simulink, který za-
číná vytvo ením modelu na základě odvozených p echodových rovnic DC motoru. Parametry 
jsou získány z technické dokumentace motoru. Tento model slouží jako základ pro vytvo ení 
stavového pozorovatele a dále jsou na něm testovány uvažované ídicí algoritmy. Po optimali-
zaci kódu je regulátor s pozorovatelem p eveden do diskrétní podoby a probíhá finální testování 
uzav ené smyčky p ed implementací v prost edí LabVIEW. 
V následující části je navržený regulátor a pozorovatel p eprogramován do grafického prost edí 
LabVIEW, a to bez využití maticového počtu ve formě elementárních matematických funkcí. 
V modulu LabVIEW FPGA totiž nejsou dostupné funkce „vyšší“ úrovně a uživatel si proto 
musí vystačit se základními matematickými operacemi. Po ově ení správnosti p evodu porov-
náním výstupů simulací v Matlabu a LabVIEW pro stejné vstupní signály, je aplikace rozší ena 
o zpracování signálu z enkodéru na vstupu a o PWM modulaci výstupního napětí, která je ne-
zbytná pro ízení použité výkonové elektroniky. Nakonec je program optimalizován tak, aby 
mohl být implementován na konečný FPGA cílový hardware. Pro možnost sledování a ladění 
parametrů regulátoru byla vytvo ena host aplikace, která slouží jako uživatelské rozhraní a 
umožňuje zápis dat do souboru pro pozdější zpracování. 
Posledním krokem práce je testování ídicího systému na reálném za ízení. Nejprve se tato ka-
pitola zabývá popisem použitého hardwaru a konfigurací systému a poté jsou provedeny prak-
tické experimenty a jejich vyhodnocení. 
Výstupem práce je stavový regulátor s integrací na vstupu a pozorovatelem poruchy implemen-
tovaný na FPGA za použití platformy cRIO. Kvalita výsledného ídicího systému může být 
posouzena zejména z obrázků Obrázek 4.4 a Obrázek 4.6, kde jsou zobrazeny odezvy na sinu-
sový a schodovitý testovací signál. Pozorovatel a regulátor běží na frekvenci 10 kHz a motor je 
ízen pomocí PWM modulátoru s frekvencí 20 kHz. Aby bylo dosaženo stabilní regulace, mu-
sely být parametry regulátoru experimentálně doladěny, neboť p i p ímém použití hodnot ze 
simulace odezva soustavy vykazovala silný kmitavý charakter. Po úpravě parametrů regulátoru 
bylo dosaženo p i skoku požadované veličiny (počítalo se se skokem do 1 radiánu, p i větších 
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skocích dochází k p ekmitům) odezvy bez p ekmitu a čas ustálení se pohybuje pod dvěma 
sekundami. 
Klíčovým prvkem práce byla optimalizace kódu, kdy z důvodu nedostatku hardwarových pro-
st edků hrozila neúspěšná kompilace a nemožnost otestovat navržený regulátor v praxi. Pre-
cizní prací s datovými typy fixed-point a optimalizací implementace matematické operace ná-
sobení se poda ilo kód s malou rezervou hardwarových prost edků nahrát a regulátor následně 
otestovat. 
Mezi nep íjemnosti p i vývoji pat í dlouhá kompilace kódu a nekompatibilita kompilátoru 
s operačním systémem Microsoft Windows 10. Tyto problémy byly vy ešeny kompilací na ser-
verech firmy National Instruments použitím služby NI LabVIEW FPGA Compile Cloud Ser-
vice. Další nep íjemnost způsobila chyba kompilátoru, která nutí uživatele omezit četnost ope-
race násobení, jelikož p ekladač umí používat pouze p edp ipravené násobičky DSP4Ř a i když 
na FPGA zbývá spousta hardwarových prost edků, kompilace se nezda í z důvodu nedostatku 
násobiček (viz obrázek Obrázek 3.25). Některá násobení proto musela být realizována za po-
moci součtu bitových posuvů násobeného signálu. 
Jako možné pokračování autor vidí implementaci mě ení proudu tekoucího do motoru, což by 
mohlo vést ke zlepšení vlastností ídicího systému, kdy by pozorovatel pracoval nejen s polo-
hou, ale i proudem a zp esnil by se tak odhad stavových veličin. Na druhou stranu by musela 
být použita analogová mě ící karta, která by zvedla náklady na vývoj. Rozší ením pozorovatele 
by navíc hrozilo nebezpečí, že by se výsledný program nevešel na daný FPGA čip. 
Dalším námětem je změna laboratorního zdroje, který nebyl schopen dodávat jmenovité napětí 
do motoru, což se negativně projevilo na dynamice systému a nutilo k použití konzervativněj-
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7. Seznam použitých symbolů a veličin 
A … matice soustavy 
B … matice vstupů 
b  … koeficient viskózního t ení [N∙m∙s] 
B … magnetická indukce [T]  
C … matice výstupů 
cф …  konstanta motoru [V∙s] 
cфi …  proudová konstanta motoru [N∙m∙A-1] 
cϕω …  otáčková konstanta motoru [V∙s] 
D … matice vazby vstupů na výstup 
e … exponent 
F  … síla [N] 
F  … systémová matice pozorovatele 
fs … frekvence signálu [Hz] 
fvz … frekvence vzorkování [Hz] 
fPWM … frekvence PWM modulátoru [Hz] 
G … diskrétní stavová matice 
H … diskrétní vstupní matice (strana 44) 
H  … zpětnovazební matice pozorovatele (strana 38) 
i … p evodový poměr [-] 
ia, Ia  … proud kotvou [A] 
I … proud vodičem [A] 
J  … moment setrvačnosti [kg∙m2] 
K  … matice zpětných vazeb 
l  … aktivní délka vodiče [m] 
La  … indukčnost [H] 
λ … ko en charakteristické rovnice 
Mc … matice iditelnosti 
Mo … matice pozorovatelnosti 
m … mantisa 
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M … moment [N∙m] 
mz … zátěžný moment [N∙m] 
N … počet pulzů na otáčku u enkodéru 
n … ád soustavy 
ω … úhlová rychlost [rad/s] 
Q … matice vah stavů 
R … matice vah vstupů (strana 43) 
R … matice zpětnovazebního stavového regulátoru 
Ra  … odpor kotvy [Ω] 
ri … zesílení integrátoru na vstupu 
S … soustava 
Sd … diskrétní soustava 
ta … elektrická časová konstanta [s] 
ts … délka kroku simulace [s] 
Ui … indukované napětí [V] 
U … napětí [V]  
u … napětí [V] 
u … vstupní vektor 
x … stavový vektor 
y … výstupní vektor 
z … porucha 
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 data.txt – obsahuje vstupní a výstupní signály získané simulací soustavy v Matlabu a 
slouží pro porovnání se simulacemi v LabVIEW ppmocí VI test_casti.vi a test_cel-
kem.vi 
 schody.tdms – namě ená data na reálném DC motoru pro schodovitý vstupní signál po-
žadované hodnoty 
 sin.tdms – namě ená data na reálném DC motoru pro sinusový vstupní signál požado-
vané hodnoty 
