Abstract---
INTRODUCTION AND MOTIVATION
N this short article we propose a data mash up approach in a graphical and Yahoo Pipes' style. This research is still a work in progress, thus please refer to [13] for the latest findings.
In parallel to the continuous development of the hypertext web, we are witnessing a rapid emergence of the Data Web. Not only the amount of social metadata is increasing, but also many companies (e.g., Google Base, Upcoming, Flicker, eBay, Amazon, and others) started to make their content freely accessible through APIs. Many others (see linkeddata.org) are also making their content directly accessible in RDF and in a linked manner [3] . We are also witnessing the launch of RDFa, which allows people to access and consume HTML pages as structured data sources This trend of structured and linked data is shifting the focus of web technologies towards new paradigms of structured-data retrieval. Traditional search engines cannot serve such data because their core design is based on keyword-search over unstructured data. For example, imagine how would be the results when using Google to search a database of job vacancies, say "well-paid research-oriented job in Europe". The results will not be precise or clean, because the query itself is still ambiguous although the underlying data is structured. People are demanding to not only retrieve job links but also want to know the starting date, salary, location, and may render the results on a map. Web 2.0 mashups are a first step in this direction. A mashup is a web application that consumes data originated from third parties and retrieved via APIs. For example, one can build a mashup that retrieves only well-paid vacancies from Google Base and mix it with similar vacancies from LinkedIn. The problem is that building mashups is an art that is limited to skilled programmers. Although some mashup editors have been proposed by the Web 2.0 community to simplify this art (such as Google Mashups, Microsoft's Popfly, IBM's sMash, and Yahoo Pipes), however, what can be achieved by these editors is limited. They only focus on providing encapsulated access to some APIs, and still require programming skills. In other words, these mashup methods are motivating for -rather than solving-the problem of structureddata retrieval. To expose the massive amount of structured data to its full potential, people should be able to query and mash up this data easily and effectively.
II. RELATED WORK
Several approaches have been proposed by the DB community to query structured data sources, such as query-byexample [23] and conceptual queries [4, 6, 17] . However, none of these approaches was used by casual users. This is because they still assume knowledge about the relational/conceptual schema. Among these, we found ConQuer [4] has some nice features, specially the tree structure of queries, but it also assumes one to start from the schema. In the natural language processing community, it has been proposed to allow people to write queries as natural language sentences, and then translate these sentences into a formal language (SQL [15] or XQuery [16] ). However, these approaches are challenged with the language ambiguity and the "free mapping" between sentences and data schemes.
This topic started to receive a high importance within the Semantic Web community. Several approaches (GRQL [1] , iSPARQL [11], NITELIGHT [19] and RDF Author [18] ) are proposing to represent triple patterns graphically as ellipses connected with arrows. However, these approaches assume advanced knowledge of RDF and SPARQL. Other approaches use Visual Scripting Languages (e.g., SPARQL Motion [21] and DeriPipes [22] ), by visualizing links between query modules; but a query module merely is a window containing a SPARQL script in a textual form. These approaches are inspired by some industrial mash up editors such as Popfly, sMash, and Yahoo Pipes. These industry editors provide a nice visualization of APIs' interfaces and some operators between them. However, when a user needs to express a query over structured data, she needs to use the formal language of that editor, such as YQL Pipes and other Mashup editors.
III. THE MASHQL LANGUAGE
The main goal of MashQL is to allow people to mash up and fuse data sources easily. In the background MashQL queries are automatically translated into and executed as SPARQL queries. Without prior knowledge about a data source, one can navigate this source and fuse it with another source easily. To allow people to build on each other's results MashQL supports query pipes as a built-in concept. The example below shows two web data sources and a SPARQL query to retrieve "the book titles authored by Lara and published after 2007". The same query in MashQL . The first module specifies the query input, and the second module specifies the query body. The output can be piped into a third module (not shown here), which renders the results into a certain format (such as HTML, XML or CSV), or as RDF input to other queries. Notice that in this way, one can easily build a query to fuse the content of two sources in a linked manner [3] .
IV. AMBIGUITY
The main problem is that this approach is fundamentally bounded with the language ambiguity multiple meanings of terms and the mapping between these terms and the elements of a data schema allows people with IT-skills to explore and query one or multiple data sources with prior knowledge about the schema [7] , structure, vocabulary, or any technical details of these sources. We do not assume that a data source should have -an offline or inline-schema. This poses several language-design and performance complexities that we fundamentally tackle. The rapid growth of structured data on the Web has created a high demand for making this content more reusable and consumable.
• There are several approaches to solve this problem and hence different solutions exist in the literature.
• We also observed that people are still not used with the Data Web paradigm (i.e., dealing with structured data and the difficulty of querying it).
V. QUERY FORMULATION ALGORITHM
We present a novel query formulation algorithm, by which the complexity and the responsibility of understanding a data source (even if it is schema free) are moved from the user to the query editor. It allows end users to easily navigate and query [8] an unknown data graph(s). We addressed the challenge of achieving interactive performance during query formulation by introducing a new approach for indexing RDF data. We presented two different implementation scenarios of MashQL and evaluated our implementation on two large datasets. Furthermore, we plan to use our approach on keyword-search.
It saves the time and the user spending cost.
• It is allow the user to dynamically create a new file through the web.
• MashQL can be similarly used for querying relational databases and XML.
• MashQL can be used to query and mash up the Data Web as simple as filtering and piping web feeds.
VI. CONCLUSION AND FUTURE
We plan to extend this work in several directions. We will introduce a search box on top of MashQL to allow keyword search and then use MashQL to filter the retrieved results. To allow people use MashQL in a typical data integration scenario, several reasoning services will be supported, including Same As, Subtype, Sub property
