Abstract. The Max-Cut problem is a well known combinatorial optimization problem. In this paper we describe a fast approximation method. Given a graph G, we want to find a cut whose size is maximal among all possible cuts. A cut is a partition of the vertex set of G into two disjoint subsets. For an unweighted graph, the size of the cut is the number of edges that have one vertex on either side of the partition; we also consider a weighted version of the problem where each edge contributes a nonnegative weight to the cut.
1. Introduction
Maximum cut.
Given an undirected (edge-)weighted graph G = (V, E, ω), a cut V −1 |V 1 is a partition of the node set V into two disjoint subsets V −1 and V 1 . The size of a cut C = V −1 |V 1 , denoted by s(C), is the sum of all the weights corresponding to edges that have one end vertex in V −1 and one in V 1 . The maximum cut (Max-Cut) problem is the problem of finding a cut C * such that for all cuts C, s(C) ≤ s(C * ). We call such a C * a maximum cut and say mc(G) := s(C * ) is the maximum cut value of the graph G. The Max-Cut problem for an unweighted graph is a special case of the Max-Cut problem on a weighted graph which we obtain by assuming all edge weights are 1. Finding an unweighted graph's Max-Cut is equivalent to finding a bipartite subgraph with the largest number of edges possible. In fact, for an unweighted bipartite graph mc(G) = |E|. The Max-Cut problem is an NP-hard problem; assuming P = NP no solution can be acquired in polynomial time. There are a variety of polynomial time approximation algorithms for this problem [1, 2, 3] . Some Max-Cut approximation algorithms have a proven lower bound on their accuracy, which asserts the existence of a β ∈ [0, 1] such that, for all output cuts C obtained by the algorithm, s(C) ≥ βmc(G). We call such a β a performance guarantee. For algorithms that incorporate stochastic steps, such a lower bound typically takes the form E[s(C)] ≥ βmc(G) instead, where E[s(C)] denotes the expected value of the size of the output cut.
In recent years a new type of approach to approximating such graph problems has gained traction. Models from the world of partial differential equations and variational methods that exhibit behaviour of the kind that could be helpful in solving the graph problem are transcribed from their usual continuum formulation to a graph based model. The resulting discrete model can then be solved using techniques from numerical analysis and scientific computing. Examples of problems that have successfully been tackled in this manner include data classification [4] , image segmentation [5] , and community detection [6] . In this paper we use a variation on the graph Ginzburg-Landau functional, which was introduced in [4] , to construct an algorithm which approximately solves the Max-Cut problem on simple undirected weighted graphs.
We compare our method with the Goemans-Williamson (GW) algorithm [1] , which is the current state-of-the-art method for approximately solving the Max-Cut problem. In [1] the authors solve a relaxed Max-Cut objective function and intersect the solution with a random hyperplane in a n-dimensional sphere. It is proven that if gw(C) is the size of the cut produced by the Goemans-Williamson algorithm, then its expected value E[gw(C)] satisfies the inequality E[gw(C)] ≥ βmc(G) where β = 0.878 (rounded down). If the Unique Games Conjecture [7] is true, the GW algorithm has the best performance guarantee that is possible for a polynomial time approximation algorithm [8] . It has been proven that approximately solving the Max-Cut problem with a performance guarantee of 16 17 ≈ 0.941 or better is NP-hard [9] . Finding mc(G) is equivalent to finding the ground state of the Ising Hamiltonian in Ising spin models [10, 11] , and 0/1 linear programming problems can be restated as Max-Cut problems [12] .
1.2.
Signless Ginzburg-Landau functional. Spectral graph theory [13] explores the relationships between the spectra of graph operators, such as graph Laplacians (see Section 2.1), and properties of graphs. For example, the multiplicity of the zero eigenvalue of the (unnormalised, random walk, or symmetrically normalised) graph Laplacian is equal to the number of connected components of the graph. Such properties lie at the basis of the successful usage of the graph Laplacian in graph clustering, such as in spectral clustering [14] and in clustering and classification methods that use the graph Ginzburg-Landau functional [4] f ε (u) := 1 2 i,j∈V
Here u : V → R is a real-valued function defined on the node set V , with value u i on node i, ω ij is a positive weight associated with the edge between nodes i and j (and ω ij = 0 if such an edge is absent), and W (x) := (x 2 − 1) 2 is a double-well potential with minima at x = ±1.
In Section 2.1 we will introduce our setting and notation more precisely. The method we use in this paper is based on a variation of f ε , we call the signless GinzburgLandau functional :
This nomenclature is suggested by the fact that the signless graph Laplacians are related to f + ε in a similar way as the graph Laplacians are related to f ε , as we will see in Section 2.1. Signless graph Laplacians have been studied because of the connections between their spectra and bipartite subgraphs [15] . In [16, 17] the authors derive a graph difference operator and a graph divergence operator to form a graph Laplacian operator. In this paper we mimic this framework by deriving a signless difference operator and a signless divergence operator to form a signless Laplacian operator. Whereas the graph Laplacian operator is a discretization of the continuum Laplacian operator, the continuum analogue of the signless Laplacian is an averaging operator which is the subject of current and future research.
The functional f ε is useful in clustering and classification problems, because minimizers of f ε (in the presence of some constraint or additional term, to prevent trivial minimizers) will be approximately binary (with values close to ±1), because of the double-well potential term, and will have similar values on nodes that are connected by highly weighted edges, because of the first term in f ε . This intuition can be formalised using the language of Γ-convergence [18] . In analogy with the continuum case in [19, 20] , it was proven in [17] that if ε ↓ 0, then f ε i,j∈V ω ij |u i − u j | is the graph total variation 1 . Together with an equicoercivity property, which we will return to in more detail in Section 4, this Γ-convergence result guarantees that minimizers of f ε converge to minimizers of f 0 as ε ↓ 0. If u only takes the values ±1, we note that TV(u) = 2s(C), where C = V −1 |V 1 is the cut given by V ±1 := {i ∈ V : u i = ±1}. Hence minimizers u ε of f ε are expected to approximately solve the minimal cut problem, if we let V ±1 ≈ {i ∈ V : u ε i ≈ ±1}. In Section 4 we prove that f + ε Γ-converges to a limit functional whose minimizers solve the Max-Cut problem. Hence, we expect minimizers u ε of f + ε to approximately solve the Max-Cut problem, if we consider the cut C = V −1 |V 1 , with V ±1 = {i ∈ V : u ε i ≈ ±1}.
1.3. Graph MBO scheme. There are various ways in which the minimization of f + ε can be attempted. One such way, which can be explored in a future publication, is to use a gradient flow method. In the case of f ε the gradient flow is given by an Allen-Cahn type equation on graphs [4, 21] ,
where ∆u is a graph Laplacian of u, d i the degree of node i, and r ∈ [0, 1] a parameter (see Section 2.1 for further details). This can be solved using a combination of convex splitting and spectral truncation. In the case of f + ε such an approach would lead to a similar equation and scheme, with the main difference being the use of a signless graph Laplacian instead of a graph Laplacian.
In this paper, however, we have opted for an alternative approach, which is also inspired by similar approaches which have been developed for the f ε case. The continuum Merriman-BenceOsher (MBO) scheme [22, 23] involves iteratively solving the diffusion equation over a small time step τ and thresholding the solution to an indicator function. For a short diffusion time τ this scheme approximates motion by mean curvature [24] . This scheme has been adapted to a graph setting [25, 21] . Heuristically it is expected that the outcome of the graph MBO scheme closely approximates minimizers of f ε , as the diffusion step involves solving dui dt = −(∆u) i and the thresholding step has a similar effect as the nonlinearity − 1 ε W (u i ) in (3). Experimental results strengthen this expectation, however rigorous confirmation is still lacking.
In order to approximately minimize f + ε , and consequently approximately solve the MaxCut problem, we use an MBO type scheme in which we replace the graph Laplacian in the diffusion step by a signless graph Laplacian. We use two methods to compute this step: (1) a spectral method, adapted from the one in [4] , which allows us to use a small subset of the eigenfunctions, which correspond to the smallest eigenvalues of the graph Laplacian, and (2) an Euler method.
The usefulness of (normalised) signless graph Laplacians when attempting to find maximum cuts can be intuitively understood from the fact that their spectra are in a sense (which is made precise in Proposition 2.6) the reverse of the spectra of the corresponding (normalised) graph Laplacians. Hence, where a standard graph Laplacian driven diffusion leads to clustering patterns according to the eigenfunctions corresponding to its smallest eigenvalues, 'diffusion' driven by a signless graph Laplacian leads to patterns resembling the eigenfunctions corresponding to the smallest eigenvalues of that signless graph Laplacian and thus the largest eigenvalues of the corresponding standard graph Laplacian. 1 The multiplicative factor 2 in f 0 above differs from that in [17] because in the current paper we choose different locations for the wells of W .
1.4.
Structure of the paper. In Section 2 we explain the notation we use in this paper and give some preliminary results. Section 3 gives a precise formulation of the Max-Cut problem and discusses the Goemans-Williamson algorithm in more detail. In Section 4 we introduce the signless graph Ginzburg-Landau functional f + ε and use Γ-convergence techniques to prove that minimizers of f + ε can be used to find approximate maximum cuts. We describe the signless MBO algorithm we use to find approximate minimizers of f + ε in Section 5 and discuss the results we get in Section 6. We analyse the influence of our parameter choices in Section 7 and conclude the paper in Section 8.
Setup and notation
2.1. Graph based operators and functionals. In this paper we will consider non-empty finite, simple 2 , undirected graphs G = (V, E, ω) without isolated nodes, with vertex set (or node set) V , edge set E ⊂ V 2 and non-negative edge weights ω. We denote the set of all such graphs by G. By assumption V has finite cardinality, which we denote by n := |V | ∈ N 3 . We assume a node labelling such that V = {1, . . . , n}. When i, j ∈ V are nodes, the undirected edge between i and j, if present, is denoted by (i, j). The edge weight corresponding to this edge is ω ij > 0. Since G is undirected, we identify (i, j) with (j, i) in E. Within this framework we can also consider unweighted graphs, which correspond to the cases in which, for all (i, j) ∈ E, ω ij = 1.
We define V to be the set consisting of all node functions u : V → R and E to be the set of edge functions ϕ : E → R. We will use the notation u i := u(i) and ϕ ij := ϕ(i, j) for functions u ∈ V and ϕ ∈ E, respectively. For notational convenience, we will typically associate ϕ ∈ E with its extension to V 2 obtained by setting ϕ ij = 0 if (i, j) ∈ E. We also extend ω to V 2 in this way: if (i, j) ∈ E, then ω ij = 0. Because G ∈ G is undirected, we have for all (i, j) ∈ E, ω ij = ω ji . Because G ∈ G is simple, for all i ∈ V , (i, i) / ∈ E. The degree of a node i is d i := j∈V ω ij . Because G ∈ G does not contain isolated nodes, we have for all i ∈ V, d i > 0.
As shown in [16] , it is possible for V and E to be defined for directed graphs, but we will not pursue these ideas here.
To introduce the graph Laplacians and signless graph Laplacians we use and extend the structure that was used in [16, 17, 21] . We define the inner products on V and E as
where r ∈ [0, 1] and q ∈ [ and other such expressions below. We define the graph gradient operator (∇ : V → E) by, for all (i, j) ∈ E, (∇u) ij := ω 1−q ij (u j − u i ). We define the graph divergence operator (div : E → V) as the adjoint of the gradient, and a graph Laplacian operator (∆ r : V → V) as the graph divergence of the graph gradient: for all i ∈ V ,
We note that the choices r = 0 and r = 1 lead to ∆ r being the unnormalised graph Laplacian and random walk graph Laplacian, respectively [26, 14] . Hence it is useful for us to explicitly incorporate r in the notation ∆ r for the graph Laplacian.
2 By 'simple' we mean 'without self-loops and without multiple edges between the same pair of vertices'.
Note that removing self-loops from a graph does not change its maximum cut. 3 For definiteness we use the convention 0 ∈ N.
In analogy with the graph gradient, divergence, and Laplacian, we now define their 'signless' counterparts. We define the signless gradient operator (∇ + : V → E) by, for all (i, j) ∈ E, : for all i ∈ V ,
By definition we have
Proposition 2.1. The operators ∆ r : V → V and ∆ + r : V → V are self-adjoint and positivesemidefinite.
In the literature a third graph Laplacian is often used, besides the unnormalised and random walk graph Laplacians. This symmetrically normalised graph Laplacian [13] is defined by, for all i ∈ V ,
This Laplacian cannot be obtained by choosing a suitable r in the framework we introduced above, but will be useful to consider in practical applications. Analogously, we define the signless symmetrically normalised graph Laplacian by, for all i ∈ V ,
There is a canonical way to represent a function u ∈ V by a vector in R n with components u i .
The operators ∆ r and ∆ 
, respectively, where I denotes the n × n identity matrix. Any For a vertex set S ⊂ V , we define the indicator function (or characteristic function)
We define the inner product norms u V := u, u V , φ E := φ, φ E which we use to define the Dirichlet energy and signless Dirichlet energy, 1 2 ∇u
4 In some papers the space E is defined as the space of all skew-symmetric edge functions. We do not require the skew-symmetry condition here, hence ∇ + u ∈ E, having div + act on ∇ + u is consistent with our definitions, and div + ϕ is not identically equal to 0 for all ϕ ∈ E.
In particular we recognise that the graph Ginzburg-Landau functional f ε : V → R from (1) and the signless graph Ginzburg-Landau functional f + ε : V → R from (2) can be written as
It is interesting to note here an important difference between the functionals f ε and f + ε . Most of the results that are derived in the literature for f ε (such as the Γ-convergence results in [17] ) do not crucially depend on the specific locations of the wells of W . For example, in f ε the wells are often chosen to be at 0 and 1, instead of at −1 and 1. However, for f + ε we have less freedom to choose the wells without drastically altering the properties of the functional. The wells have to be placed symmetrically with respect to 0, because we want (u i + u j ) 2 to be zero when u i and u j are located in different wells. In particular, we see that placing a well at 0 would have the undesired consequence of introducing the trivial minimizer u = 0. This points to a second, related, difference. Whereas minimization of f ε in the absence of any further constraints or additional terms in the functional leads to trivial minimizers of the form u = cχ V , where c ∈ R is one of the values of the wells of W (so c ∈ {−1, 1} for our choice of W ), minimizers of f + ε are not constant, if the graph has more than one vertex. The following lemma gives the details.
Lemma 2.2. Let G ∈ G with n ≥ 2, let ε > 0, and let u be a minimizer of f
Proof. Let c ∈ R and i * ∈ V . Define the functions u,ū ∈ V by u := cχ V and
Since W is an even function, we have i∈V W (ū i ) = i∈V W (u i ). Moreover, since for all j ∈ V , ω i * j = 0 or u j = −u i * , we have
The inequality is strict, because per assumption G has no isolated nodes and thus there is a j ∈ V such that ω i * j > 0. We conclude that f
We define the graph total variation TV : V → R as
The second expression follows since the maximum in the definition is achieved by ϕ = sgn(∇u) [21] . We can define an analogous (signless total variation) functional TV + : V → R, using the signless divergence:
Proof. Let ϕ ∈ E such that, for all i, j ∈ V , |ϕ ij | ≤ 1. We compute
Moreover, since ϕ = sgn(∇ + u) is an admissable choice for ϕ and
the result follows.
Note that the total variation functional that was mentioned in Section 1.2 corresponds to the choice q = 1 in (5). This is the relevant choice for this paper and hence from now on we will assume that q = 1. Note that the choice of q does not have any influence on the form of the graph (signless) Laplacians.
One consequence of the choice q = 1 is that TV and TV + are now closely connected to cut sizes: If S ⊂ V and C = S|S c is the cut induced by S, then
We will give a precise definition of s(C) in Definition 3.1 below.
Then G is bipartite if and only if there exist A ⊂ V , B ⊂ V , such that all the conditions below are satisfied:
• for all (i, j) ∈ E, i ∈ A and j ∈ B, or i ∈ B and j ∈ A.
In that case we say that G has a bipartition (A, B).
Definition 2.5. An Erdös-Rényi graph G(n, p) is a realization of a random graph generated by the Erdös-Rényi model, i.e. it is an unweighted, undirected, simple graph with n nodes, in which, for all unordered pairs {i, j} of distinct i, j ∈ V , an edge (i, j) ∈ E has been generated with probability p ∈ [0, 1].
2.2.
Spectral properties of the (signless) graph Laplacians. We consider the Rayleigh quotients for ∆ r and ∆ + r defined, for u ∈ V , as
respectively. By Proposition 2.1, ∆ r and ∆ + r are self-adjoint and positive-semidefinite operators on V, so their eigenvalues will be real and non-negative. The eigenvalues of ∆ r and ∆ + r are linked to the extremal values of their Rayleigh quotients by the min-max theorem [27, 28] . In particular, if we denote by 0 ≤ λ 1 ≤ . . . ≤ λ n the (possibly repeated) eigenvalues of ∆ + , then
In the following proposition we extend a well-known result for the graph Laplacians [14] to include signless graph Laplacians. Proof. For r = 1 the matrix representations of the graph Laplacian and signless graph Laplacian satisfy L Because Inspired by Proposition 2.6, we define, for a given graph G ∈ G and node subset S ⊂ V , the rescaled indicator functionχ S ∈ V, by, for all j ∈ V ,
Proposition 2.7. The graph G = (V, E, ω) ∈ G has k connected components if and only if ∆ ∈ {∆ r , ∆ s } (r ∈ [0, 1]) has eigenvalue 0 with algebraic and geometric multiplicity equal to k. In that case, the eigenspace corresponding to the 0 eigenvalue is spanned by
• the rescaled indicator functionsχ Si (as in (7)), if ∆ = ∆ s .
Here the node subsets S i ⊂ V , i ∈ {1, . . . , k}, are such that each connected component of G is the subgraph induced by an S i .
Proof. We follow the proof in [14] . First we consider the case where ∆ = ∆ r , r ∈ [0, 1]. We note that ∆ r is diagonizable in the V inner product and thus the algebraic multiplicity of any of its eigenvalues is equal to its geometric multiplicity. In this proof we will thus refer to both simply as 'multiplicity'.
For any function u ∈ V we have that u,
We have that 0 is an eigenvalue if and only if there exists a u ∈ V \ {0} such that
This condition is satisfied if and only if, for all i, j ∈ V for which ω ij > 0, u i = u j . Now assume that G is connected (hence G has k = 1 connected component), then (8) is satisfied if and only if, for all i, j ∈ V , u i = u j . Therefore any eigenfunction corresponding to the eigenvalue λ 1 = 0 has to be constant, e.g. u = χ V . In particular, the multiplicity of λ 1 is 1. Now assume that G has k ≥ 2 connected components, let S i , i ∈ {1, . . . , k} be the node sets corresponding to the connected components of the graph. Via a suitable reordering of nodes G will have a graph Laplacian matrix of the form
r , i ∈ {1, . . . , k} corresponds to ∆ r restricted to the connected component induced by S i . This restriction is itself a graph Laplacian for that component. Because each L (i) r has eigenvalue zero with multiplicity 1, L r (and thus ∆ r ) has eigenvalue 0 with multiplicity k. We can choose the eigenvectors equal to χ Si for i ∈ {1, . . . , k} by a similar argument as in the k = 1 case.
Conversely, if ∆ r has eigenvalue 0 with multiplicity k, then G has k connected components, because if G has l = k connected components, then by the proof above the eigenvalue 0 has multiplicity l = k.
For ∆ s we use Proposition 2.6 to find that the eigenvalues are the same as those of ∆ r , with the corresponding eigenfunctions rescaled as stated in the result. Proposition 2.8. Let G = (V, E, ω) ∈ G have k connected components and let the node subsets S i ⊂ V , i ∈ {1, . . . , k} be such that each connected component is the subgraph induced by one of the S i . We denote these subgraphs by
+ has an eigenvalue equal to 0 with algebraic and geometric multiplicity k if and only if k of the subgraphs G i are bipartite. In that case, assume the labelling is such that
Then the eigenspace corresponding to the 0 eigenvalue is spanned by
Proof. First we consider the case where
is an eigenvalue if and only if there exists
This condition is satisfied if and only if, for all i, j ∈ V for which ω ij > 0 we have
We claim that this condition in turn is satisfied if and only if G is bipartite. To prove the 'if' part of that claim, assume G is bipartite with bipartition (A, A c ) for some A ⊂ V , and define u ∈ V such that u| A = −1 and u| A c = 1. To prove the 'only if' statement, assume G is not bipartite, then there exists an odd cycle in G [29, Theorem 1.4]. Let i ∈ V be a vertex on this cycle, then by applying condition (9) to all the vertices of the cycle, we find u i = −u i = 0. Since G is connected, it now follows, by applying condition (9) to all vertices in V , that u = 0, which is a contradiction. The argument above also shows that, if G is bipartite with bipartition (A, A c ), then any eigenfunction corresponding to λ 1 = 0 is proportional to u = χ A −χ A c . Therefore the eigenvalue 0 has geometric multiplicity 1. Since ∆ + r is diagonizable in the V inner product the algebraic multiplicity of λ 1 is be equal to its geometric multiplicity. Now let k ≥ 2 and let S i , i ∈ {1, . . . , k} be the node sets corresponding to the connected components of the graph. Via a suitable reordering of nodes the graph G will have a signless Laplacian matrix of the form
where each matrix L (i)+ , i ∈ {1, . . . , k} corresponds to ∆ + r restricted to the connected component induced by S i . This restriction is itself a signless Laplacian for that connected component. Hence, we can apply the case k = 1 to each component separately to find that the (algebraic and geometric) multiplicity of the eigenvalue 0 of ∆ + r is equal to the number of connected components which are also bipartite.
If G has k ≤ k connected components which are also bipartite, then, without loss of generality, assume that these components correspond to S i , i ∈ {1, . . . , k }. Then the corresponding eigenspace is spanned by functions Proof. For ∆ 1 the proof can be found in [21, Lemma 2.5]. For completeness we reproduce it here. By Proposition 2.1 we know that ∆ 1 has non-negative eigenvalues. The upper bound is obtained by maximizing the Rayleigh quotient R(u) over all nonzero u ∈ V. Since (
From Proposition 2.6 it then follows that the eigenvalues of the other operators are in [0, 2] as well.
3. The Max-Cut problem and Goemans-Williamson algorithm 3.1. Maximum cuts. In order to identify candidate solutions to the Max-Cut problem with node functions in V, we define the subset of binary {−1, 1}-valued node functions,
For a given function u ∈ V b we define the sets V k := {i ∈ V, u i = k} for k ∈ {−1, 1}. We say that the partition C = V −1 |V 1 is the cut induced by u. We define the set of all possible cuts, C := {C : there exists a u ∈ V b such that u induces the cut C}.
Definition 3.1. Let G = (V, E, ω) ∈ G and let V 1 and V −1 be two disjoint subsets of V . The size of the cut
A maximum cut of G is a cut C * ∈ C such that, for all cuts C ∈ C, s(C) ≤ s(C * ). The size of the maximum cut is
Note that if the cut C in Definition 3.1 is induced by u ∈ V b , then
Moreover, if
Definition 3.2 (Max-Cut problem). Given a simple, undirected graph G = (V, E, ω) ∈ G, find a maximum cut for G.
For a given G ∈ G we have |E| < ∞, hence a maximum cut for G exists, but note that this maximum cut need not be unique.
The cardinality of the set V b is equal to the total number of ways a set of n elements can be partitioned into two disjoint subsets, i.e. |V b | = 2 n . This highlights the difficulty of finding mc(G) as n increases. It has been proven that the Max-Cut problem is NP-hard [30] . Obtaining a performance guarantee of 16 17 or better is also NP-hard [9] . The problem of determining if a cut of a given size exists on a graph is NP-complete [31] .
3.2. The Goemans-Williamson algorithm. The leading algorithm for polynomial time Max-Cut approximation is the Goemans-Williamson (GW) algorithm [1] , which we present in detail below in Algorithm (GW). A problem equivalent to the Max-Cut problem is to find a maximizer which achieves
The GW algorithm solves a relaxed version of this integer quadratic program, by allowing u to be an n-dimensional vector with unit Euclidean norm. In [1] it is proved that the n-dimensional vector relaxation is an upper bound on the original integer quadratic program. This relaxed problem is equivalent to finding a maximizer which achieves
where the maximization is over all n by n real positive-semidefinite matrices Y = (y ij ) with ones on the diagonal. This semidefinite program has an associated dual problem of finding a minimizer which achieves
subject to A + diag(γ) being positive-semidefinite, where A is the adjacency matrix of G and diag(γ) is the diagonal matrix with diagonal entries γ i . As mentioned in Section 1.1, Algorithm (GW) is proven to have a performance guarantee of 0.878. In Algorithm (GW) below, we use the unit sphere S n := {x ∈ R n : x = 1}, where · denotes the Euclidean norm on R n . For vectors w,w ∈ R n , w ·w denotes the Euclidean inner product.
Algorithm (GW):
The Goemans-Williamson algorithm Data: The weighted adjacency matrix A of a graph G ∈ G, and a tolerance ν. Relaxation step: Use semidefinite programming to find approximate solutionsZ * P and Z * D to (11) and (12), respectively, which satisfy |Z * P −Z * D | < ν. Use an incomplete Cholesky decomposition on the matrix Y that achievesZ * P in (11) to find an approximate solution to
Hyperplane step: Let r ∈ S n be a random vector drawn from the uniform distribution on S n . Define the cut C := V −1 |V 1 , where
Other polynomial time Max-Cut approximation algorithms can be found in [2, 3] . Because of the high proven performance guarantee of (GW), we focus on comparing our algorithm against it. In [3] the authors use the eigenvector corresponding to the smallest eigenvalue of ∆ + 0 , showing that thresholding this eigenvector in a particular way achieves a Max-Cut performance guarantee of β = 0.531, which with further analysis was improved to β = 0.614 [32] . Algorithms which provide a solution in polynomial time exist if the graph is planar [33] , if the graph is a line graph [34] , or if the graph is weakly bipartite [35] . Comparing against [3, 33, 34, 35 ] is a topic of future research.
Γ-convergence of f + ε
In (2) we introduced the signless Ginzburg-Landau functional f + ε : V → R. In this section we prove minimizers of f + ε converge to solutions of the Max-Cut problem, using the tools of Γ-convergence [36] .
We need a concept of convergence in V. Since we can identify V with R n and all norms on R n are topologicallly equivalent, the choice of a particular norm is not of great importance. For definiteness, however, we say that sequence {u k } k∈N ⊂ V converges to a u ∞ ∈ V in V if and only if û k −û ∞ V → 0 as k → ∞, whereû k ,û ∞ ∈ R n are the canonical vector representations of u k , u ∞ , respectively. We will prove that f + ε Γ-converges to the functional f + 0 : V → R ∪ {+∞}, which is defined as
Lemma 4.1. Let G ∈ G. For every u ∈ V b , let C u ∈ C be the cut induced by u, then for all
In particular, if u
+ (u) (with q = 1), the result follows by (6). Proof. The potential W satisfies a coercivity condition in the following sense. There exist a C 1 > 0 and a C 2 such that, for all x ∈ R,
Combined with the fact that ∇ + u E ≥ 0, this shows that f 
Proof. This proof is an adaptation of the proofs in [17, Section 3.1] .
Note that
where we define w ε : V → R by
First we prove that w ε Γ-converges to w 0 as ε ↓ 0, where
Let {ε k } k∈N is a sequence of positive real numbers such that ε k ↓ 0 as k → ∞ and u 0 ∈ V.
(LB) Note that, for all u ∈ V we have w ε (u) ≥ 0. Let {u k } ∞ k=1 be a sequence such that
(UB) If u 0 ∈ V \ V b , then w 0 (u 0 ) and the upper bound condition is trivially satisfied. Now
by, that for all k ∈ N, u k = u 0 . Then, for all k ∈ N, w ε k (u k ) = 0 and thus lim sup k→∞ w ε k (u k ) = 0 = w 0 (u 0 ). This concludes the proof that w ε Γ-converges to w 0 as ε ↓ 0.
It is known that Γ-convergence is stable under continuous perturbations [18, Proposition 6.21] , [36, Remark 1.7] ; thus w ε + p Γ-converges to w 0 + p for any continuous p :
2 is a polynomial and hence a continuous function on V, we find that, as ε ↓ 0, f
Thus g = f + 0 and the theorem is proven.
Lemma 4.4. Let G ∈ G and let f + ε be as in (2) . Let {ε k } k∈N ⊂ (0, ∞) be a sequence such that ε k ↓ 0 as k → ∞, then the sequence {f + ε k } k∈N satisfies the following equi-coerciveness property: If {u k } k∈N ⊂ V is a sequence such that there exists C > 0 such that, for all k ∈ N, f
Proof. This proof closely follows [17, Section 3.1] . From the uniform bound f
Because of the coercivity property (14) of W , the uniform bound on W ((u k ) i ) gives, for all i ∈ V , boundedness of {d r i (u k ) 2 i } k∈N and thus {u k } k∈N is bounded in the V-norm. The result now follows by the Bolzano-Weierstrass theorem.
With the Γ-convergence and equi-coercivity results from Lemmas 4.3 and 4.4, respectively, in place, we now prove that minimizers of f + ε converge to solutions of the Max-Cut problem.
is as in (13) . In particular, if C u0 ∈ C is the cut induced by u 0 , then C u0 is a maximum cut of G. . This is, for example, the method employed in [4] to find approximate minimizers of f ε . In that case the gradient flow is given by a graph-based analogue of the Allen-Cahn equation [38] . To find the V-gradient flow of f + ε we compute the first variation of the functional f
where we used the notation (
. This leads to the following V-gradient flow: for all i ∈ V ,
Since f + ε is not convex, as t → ∞ the solution of the V-gradient flow is not guaranteed to converge to a global minimum, and can get stuck in local minimizers.
In this paper we will not attempt to directly solve the gradient flow equation. That could be the topic of future research. Instead we will use a graph MBO type scheme, which we call the signless MBO algorithm. It is given in (MBO+). Despite there currently not being any rigorous results on the matter, the outcome of this scheme is believed to approximate minimizers of f + ε . The original MBO scheme (or threshold dynamics scheme) in the continuum was introduced to approximate motion by mean curvature flow [22, 23] . It consists of iteratively applying (N times) two steps: diffusing a binary initial condition for a time τ and then thresholding the result back to a binary function. In the (suitably scaled) limit τ ↓ 0, N → ∞, solutions of this process converge to solutions of motion by mean curvature [24] . It is also known that solutions the continuum Allen-Cahn equation (in the limit ε ↓ 0) converge to solutions of motion by mean curvature [39] . Whether something similar is true for the graph MBO scheme or graph Allen-Cahn equation [21] or something analogous is true for the signless graph MBO scheme are as of yet open questions, but it does suggest that solutions of the MBO scheme (signless MBO scheme) could be closely connected to minimizers of f ε (f + ε ). In practice, the graph MBO scheme has proven to be a fast and accurate method for tackling approximate minimization problems of this kind [25, 4] .
We see in (MBO+) that in the signless diffusion step the equation that is solved is the gradient flow equation from (15) without the double well potential term. Since we expect the double well potential term in (15) to force the solution to take values close to ±1, the signless diffusion step in (MBO+) is followed by a thresholding step. Note that, despite our choice of nomenclature, the signless graph 'diffusion' dynamics is expected to be significantly different from standard graph diffusion.
Algorithm (MBO+)
, with largest value s * . for j = 1 to stopping criterion is satisfied, do Signless diffusion step: Compute u * (τ ), where u * ∈ V is the solution of the initial value problem
Threshold step: 
< η then Stop
Find the largest cut size: Set s * := max 1≤j≤N s(C j ).
In Figures 1 and 2 we show the minimization of f + ε using (MBO+) with the spectral method (which is explained in Section 5.2) on the AS8 graph and the GNutella09 graph (see Section 6.3). The (MBO+) iteration numbers j are indicated along the x-axis. The y-axis shows the value of f + ε (µ j ). What we see in both figures is that the overall tendency is for the (MBO+) algorithm to decrease the value of f + ε (µ j ), however, in some iterations the value increases. This is why in (MBO+) we output the cut size which is largest among all iterations computed and use that as the final output, if it outperforms the cut C which (MBO+) returns. Alternatively, in order to save on computing memory, one could also keep track of the largest cut size found so far in each iteration and discard the other cut sizes, or accept the final cut size s(C N ) as approximation to s * . The result we report in this paper are all based on the output s * .
In our experiments we choose the stopping criterion tolerance η = 10 −8 .
Spectral decomposition method.
In this paper we will compare two implementations of the (MBO+) algorithm, which differ in the way they solve (16) for t ∈ [0, τ ]. In the next section we consider an explicit Euler method, but first we discuss a spectral decomposition method. In order to solve (16) we use spectral decomposition of the signless graph Laplacian
. . , n} be the eigenvalues of ∆ + . We assume be an eigenfunction corresponding to λ k , chosen such that {φ k } n k=1 is a set of orthonormal functions in V. We then use the decomposition
to solve (16) . A computational advantage of the spectral decomposition method is that we do not necessarily need to use all of the eigenvalues and eigenfunctions of the signless Laplacian. We can use only the K eigenfunctions corresponding to the smallest eigenvalues in our decomposition (18) . To be explicit, doing this replaces n in (18) by K. In Section 7 we show how increasing K beyond a certain point has little effect on the size of the cut obtained by (MBO+) for three examples. We refer to using the K eigenfunctions corresponding to the smallest eigenvalues in the decomposition as spectral truncation.
By Proposition 2.6, we can compute the K smallest eigenvalues λ k (k ∈ {1, . . . , K}) of ∆ We use the MATLAB eigs function to calculate the K eigenpairs of the signless Laplacian. This function [43] uses the Implicitly Restarted Arnoldi Method (IRAM) [44] , which can efficiently compute the largest eigenvalues and corresponding eigenvectors of sparse matrices. The function eigs firstly computes the orthogonal projection of the matrix you want eigenpairs from, and a random vector, onto the matrix's K-dimensional Krylov subspace. This projection is represented by a smaller K × K matrix. Then eigs calculates the eigenvalues of this K × K matrix, whose eigenvalues are called Ritz eigenvalues. The Ritz eigenvalues are computed efficiently using a QR method [45] . Computationally these Ritz eigenvalues typically approximate the largest eigenvalues of the original matrix. The time complexity of IRAM is currently unknown, but in practice it produces approximate eigenpairs efficiently.
If the matrix of which the eigenvalues are to be computed is symmetric, the MATLAB eigs function simplifies to the Implicitly Restarted Lanczos Method (IRLM) [46] , therefore typically in practice eigs will usually compute the eigenvalues and eigenfunctions of ∆ If we use the MATLAB eigs function when using our spectral decomposition method we cannot a priori determine the time complexity for (MBO+), because practical experiments have shown the complexity of the IRAM and IRLM methods is heavily dependent on the matrix to which they are applied [47] . If we choose to use the MATLAB eig function then the time complexity of (MBO+) is O(n 3 ), which is the time complexity of computing all eigenpairs of an n × n matrix. All other remaining steps of (MBO+) require fewer operations to compute.
Explicit Euler method.
We also compute the solution of (16) for t ∈ [0, τ ] using an explicit finite difference scheme,
for the same choice of τ as in (18) . For M ∈ N, dt = τ M , and we set u
If G ∈ G then (MBO+) using the Euler method will have a time complexity of O(|E|), because of the sparsity of the signless Laplacian matrix. When zero entries are ignored, the multiplication of the vector u m by ∆ + takes 4|E| + 2n operations to compute. Since G ∈ G has no isolated nodes, |E| ≥ n − 1, therefore, when n is large enough, 4|E| > 2n and hence the time complexity of the multiplication is O(|E|). All other remaining steps in (MBO+) using the Euler method require fewer operations to compute. In Section 7.3 we show some results for (MBO+) when solving (16) using an implicit finite difference scheme, comparing against the results of (MBO+) obtained using (19) to solve (16). 
Proof. See [21, Lemma 2.5].
Lemma 5.2. The norms · V and · V,∞ are equivalent, with optimal constants given by
Theorem 5.3. Let G ∈ G, and let λ n be the largest eigenvalue of the signless Laplacian
, and let µ 1 ∈ V b be the result of applying one (MBO+) iteration to µ 0 . If
Proof. This proof closely follows the proof of a similar result in [21, Section 4.2] . If e
V . Using the triangle inequality and the submultiplicative property (see [48] for example) of · V , we compute e
As stated in Section 5.2, we choose τ = 20 as diffusion time for (MBO+) using ∆ 
6.1.
Method. In Section 6 we compare the results of our new algorithm (MBO+) with the results obtained by (GW). In Sections 6.2-6.6 we display the results of (MBO+) using both the spectral decomposition method and the explicit Euler method, fixing the variable τ for both methods. We run all our tests on a Windows 7 PC with 16GB RAM and an Intel(R) Core(TM) i5-4590 CPU with clock speed 3.30GHz. For both (MBO+) and (GW) we use MATLAB, which is convenient to use when dealing with large sparse matrices. For all of our tests using the spectral decomposition method we choose K = n 100 . In practice it reduces the computation time without sacrificing much accuracy in the cut approximations. We further analyse this choice in Section 7. For all of our tests using the Euler method we set M = 100, in order to keep dt small so as to ensure stability on our explicit scheme. We compute the (MBO+) evolutions for 50 initial conditions chosen at random from V b . In the tables which we refer to in this section, we state the greatest (Best), average (Avg), and smallest (Least) sizes of cuts obtained by these 50 runs of (MBO+). We run (MBO+) using ∆ We compare the results of (MBO+) with those of (GW). To compute the relaxation step of (GW) we use SDPT3 MATLAB software [49] as it exploits the sparse structure of the matrices we work on. According to [50] it is best suited for both smaller problems and for larger problems with sparse matrices. The stopping tolerance is set as |Z * P − Z * D | < 10 −6 . The recommended tolerance for the SDPT3 software is set as 10 −8 . However, in our experiments increasing this tolerance to 10 −6 reduced the computation time of (GW), without any change in output cut sizes. After the relaxation step, we perform the hyperplane step 50 times, randomly choosing a vector r each time. Each choice of r leads to a resulting cut; in the tables referred to in this section, we list the highest (Best), average (Avg), and lowest (Least) sizes of these cuts. In each of these categories in our tables we highlight the method that obtained the best result, (MBO+) using ∆ , finding all its eigenpairs, choosing the largest eigenvalue for the time step τ , and using the K eigenpairs corresponding to the smallest eigenvalues for the remaining steps.
For the explicit Euler method variant of (MBO+) the computation time includes removing all isolated nodes, computing
generating initial conditions, running the signless diffusion and thresholding steps, and computing the size of the cut induced by each MBO iteration. For L = L s we also compute L 1 to obtain the size of the output cut using (10) .
For every graph there exists a τ max such that for all τ ≥ τ max the solution to (16) computed using (MBO+) converges to u(τ ) = 0 to machine precision. In practice τ max is dependent on the operator ∆ + . In our experiments we see that choosing a τ which is in between the pinning condition in Theorem 5.3 and τ max is difficult due to the difference between them being small when ∆ + 0 is our operator for (MBO+). In Section 6.3 and Section 6.5 we run our experiments on graphs with a scale free structure (see Section 6.3). When running (MBO+) using the explicit Euler method and ∆ + 0 we encounter problems in choosing suitable τ and dt for such graphs. This is due to the inflexibility of choosing τ such that it is less than τ max and also greater than the bound in Theorem 5.3. Since the Euler method is an approximation of the spectral method, we encounter problems in this case. If (MBO+) returns a cut which has pinned due to Theorem 5.3 or is zero due to the solution of (16) converging to zero to machine precision then we refer to the cut as a trivial cut. In Section 7.3 we show that it is possible to obtain non-trivial cut sizes using (MBO+) with ∆ + 0 by solving (16) using an implicit Euler scheme. Figure 3 shows two examples of approximate maximum cuts obtained with the (MBO+) algorithm. The black nodes are in V 1 and the white nodes are in V −1 . An edge is coloured red, if it connects two nodes of different colour, i.e. if it contributes to the size of the cut. If it does not, it is black. Figure 3a shows an unweighted web graph which has 201 nodes and 400 edges. We set τ = 20 in (MBO+) using ∆ + 1 and the Euler method to solve (16) . The resulting approximation of the maximum cut value is 350. The run time is 0.09 seconds. Figure 3b shows an unweighted triangle-square graph which has 162 nodes and 355 edges. We set τ = 20 and K = 20 in (MBO+) using ∆ + 1 and the spectral method to solve (16) . The approximation of the maximum cut value is 295 and the run time is 0.14 seconds.
6.2. Random graphs. In Figures 4, 5 , and 6 we list results obtained for Erdös-Rényi graphs.
For each of G(1000, 0.01) (Figure 4) , G(2500, 0.4) (Figure 5 ), and G(5000, 0.001) ( Figure 6 ) we create 100 realisations. We then run (MBO+) with both the spectral method and the Euler method, and we run (GW). For both of the (MBO+) methods we choose either ∆ Graph ∆ Table 1 . Average (MBO+) and (GW) run-times for each realisation of G(n, p), time in seconds.
are the corrected sample standard deviation 5 of the results obtained over all 100 realisations. Figure 4 shows that (MBO+) using either the spectral method or Euler method for ∆ + 1 and ∆ + s produces better mean best, mean average, and mean least cuts than (GW) on this set of graphs. Figure 5 shows that (MBO+) using the spectral method and either ∆ + 1 or ∆ + s produces better mean cut approximations than (GW) on this set of graphs. Figure 6 shows the same conclusions as Figure 4 for this set of graphs. Table 1 shows that (MBO+) using the spectral method produces the fastest run times on all three types of Erdös-Rényi graphs that we test on. We note that (GW) has a superior run time over (MBO+) using the Euler method on the realisations of G(2500, 0.4).
6.3. Scale-free graphs. The degree distribution P : N → R of an unweighted graph G is given by P (j) := |{i∈V : di=j}| n
. Random graphs such as the ones discussed in Section 6.2 have a degree distribution which resembles a normal distribution. The graph G ∈ G is a scale-free graph if its degree distribution roughly follows a power law, i.e P (j) ≈ j −γ , where often in practice, γ ∈ (2, 3) [51] . Scale-free graphs have become of interest as graphs such as internet networks, collaboration networks, and social networks are conjectured to more closely resemble scale-free graphs instead of random graphs [52] . In Table 6 we list results for some scale free graphs. We test the algorithms on 8 autonomous systems internet graphs, ASi, i ∈ {1, . . . , 8}. These graphs represent smaller imitations of an internet network, which were acquired from the website [53] . We also test on the graph Gnutella09 which is a model of a peer to peer file sharing network, and the graph WikiVote, Table 2 . Properties of G(n, p) graph realisations vs scale free graphs.
which is a network representing a Wikipedia administrator election, both obtained from [54] . All of the scale free graphs in this section are unweighted and undirected graphs. Table 2 displays some properties of the random graphs in Section 6.2 and the scale-free graphs we test on. Figure 7 displays the average degree distribution of 100 realisations of G(2500, 0.4), in Figure 7a , and the degree distribution of the AS1 Graph, in Figure 7b . In Figure 7a the yellow points indicate the degree distribution, and the orange lines indicate the corrected sample standard deviation of the average degree distribution. In Figure 7b the blue dots indicate the degree distribution. As we see, the average degree distribution of the realisations of G(2500, 0.4) is similar to a normal distribution, and the degree distribution of the AS1 graph resembles a power law, as expected.
For all graphs listed in Table 6 , using either ∆ Table 6 , irrespective of choice of Laplacian and signless diffusion solver. However, the (GW) algorithm's run times range between 9 and 44 minutes. These results suggest that (MBO+) using ∆ + 1 or ∆ + s , and using either signless diffusion solver offers a significant decrease in run time at the cost of about 1-2% accuracy in the resulting cut size, in comparison with (GW), when applied to the graphs in Table 6 . Table 6 . (GW) cut approximations on graphs with a scale free structure, time in seconds.
6.4. Random modular graphs. Modular graphs have a community structure. Nodes in a community have many connections with other members of the same community and noticeably fewer connections with members of other communities. In Figure 8 we show what our MaxCut approximation looks like on a random modular graph. We generate realisations of random unweighted modular graphs R(n, c, p, r) using the code provided at [55] . The variables for the graph are the number of nodes n, the number c ∈ N of communities that the graph contains, a probability p such that the graph will have an expected number of n 2 2p edges, and a ratio r ∈ [0, 1], with r|E| being the expected number of edges connecting nodes in the same community and (1 − r)|E| being the expected number of edges connecting nodes in different communities.
In Figures 9, 10 , and 11 we display results obtained for random modular graphs. For each of R(2500, 2, 0.009, 0.8) (Figure 9 ), R(4000, 20, 0.01, 0.7) (Figure 10 ), and R(10000, 10, 0.01, 0.8) (Figure 11 ) we create 100 realisations. We then run (MBO+) with both the spectral method and the Euler method, and we run (GW). For both of the (MBO+) methods we choose either ∆ In Figures 9, 10 , and 11 we see that using either ∆ + 1 or ∆ + s (MBO+) with both the spectral method and the Euler method outperforms (GW) with respect to the best, average, and least cuts. In Table 7 we see that for any choice of operator and method, (MBO+) is faster on average than (GW) for our choices for random modular graphs. We note in particular that for our realisations of R(10000, 10, 0.01, 0.8) the average (GW) test took just below 65 minutes, where as the average (MBO+) test using the spectral method and either ∆ Table 11 . We set τ = 20 for both the spectral decomposition method and the Euler method. We saw that (MBO+) using the spectral method produced larger cuts than (GW) on the random graphs considered in Section 6.2; when assigning random weights to the edges of these random graphs the same conclusion holds. We see in Table 11 that for this collection of random graphs (MBO+) using the spectral method (with either ∆ + 1 or ∆ + s used) outperforms (GW) with respect to the best, average, and smallest obtained cut sizes, and the run time. In Section 6.3 we saw that (MBO+) using both the spectral method and the Euler method produced better average and smallest cuts than (GW) on the scale free graphs considered in that section, but the best cut sizes were produced more often by (GW). These weighted examples support the same conclusions. The blank results in Table 11 for the Euler method using ∆ + 0 are due to (MBO+) producing trivial results for these choices as stated in Section 6.1. 6.6. Large graphs. Since the Euler method has a time complexity of O(|E|), in this section we show that (MBO+) using the Euler method can provide Max-Cut approximations in a respectable time on large sparse datasets. The graphs Amazon0302 and Amazon0601 are networks in which the nodes represent products and an edge exists between two nodes if the corresponding products are frequently co-purchased; both of these networks were constructed in 2003. GNutella31 depicts a peer to peer file sharing network in 2002. PA RoadNet is a road network of Pennsylvania with intersections and endpoints acting as nodes and roads connecting them acting as edges. Email-Enron is a network where each edge represents an email being sent between two people. BerkStan-Web is a network of inter-domain and intra-domain hyperlinks between pages on the domains berkeley.edu and stanford.edu in 2002. Stanford is a network of hyperlinks between pages on the domain stanford.edu in 2002. All of these datasets were obtained from the website [54] . The graph WWW1999 is a model of the Internet in 1999 with edges depicting hyperlinks between websites, obtained from [56] . Table 12 displays the properties of these graphs. Table 13 displays the results we obtained on these graphs choosing ∆ + 1 as our operator, the Euler method as our signless diffusion solver, and τ = 10. For these large graphs, we are unable to obtain results for comparison using (GW), because (GW) requires too much memory for it to run on the same computer setup. 7. Parameter choices 7.1. Variable K. As stated in Section 5.2, the computational advantage of (MBO+) using the spectral method is that not all the eigenpairs of ∆ + need to be used. In practice, if K is large enough, the cut sizes obtained by (MBO+) using the spectral method does not improve significantly when K is increased further. The plots in Figure 12 highlight this. For these three tests we fixed the initial conditions, the choice of operator ∆ + 1 , and τ = 20 for each respective graph. For Figure 12a we plot the best, average, and least cuts for each choice of K. For Figure 12b and Figure 12c we plot the mean of the best, average, and least cuts over all 100 graphs for each choice of K. The error bars indicate the corrected sample standard deviation of the best, average, and least cuts. We ran (MBO+) using the spectral method on the AS4 graph, increasing the value for K in increments of 5 from 5 until 100. The plot in Figure 12a shows that at K = 40 the best, average, and least cut size changes very little for increasing K. For Figure 12b we ran (MBO+) on the 100 realisations of G(5000, 0.001) from Section 6.2, increasing K in increments of 10 from 10 until 200. For Figure 12c we ran (MBO+) on the 100 realisations of R(2500, 2, 0.009, 0.8), increasing K in increments of 5 from 5 until 100. The plots in Figure 12b and Figure 12c show that for our choices of Erdös-Rényi and random modular graphs increasing K increases the cut sizes. We also note that the best, average, and minimum cut sizes plateau.
For large graphs, however, finding the value of K beyond which the produced cut sizes plateau is problematic. We ran (MBO+) using the spectral method with ∆ + 1 on the Amazon0302 graph, increasing K in increments of 100 starting from 100 to 2600. As shown in Figure 13 the best, average, and least outcomes of (MBO+) are still increasing at the end of the range of K values we plotted. For K = 200 and K = 2600 the run time of (MBO+) was 12 minutes and 26 hours, respectively; this increase in computation time resulted in a 3% increase in cut values. Comparing the cut size obtained for K = 2600 with the cut sizes obtained on Amazon0302 in Table 13 we see that using the Euler method as the signless diffusion solver is more accurate and significantly faster.
7.2. Variable τ . Other than the pinning condition stated in Section 5.4, currently we have very little information on which to base our choice of τ . In this section we compare the cut sizes obtained by (MBO+) against the variable τ . We choose ∆ + 1 as the signless Laplacian operator and the spectral method as the signless diffusion solver. Figure 14 displays the obtained cut sizes from (MBO+) on three (sets of) graphs and compares against τ . For Figure 14a we plot the best, average, and least cuts for each choice of τ . For Figure 14b and Figure 14c we plot the mean of the best, average, and least cuts over all 100 graphs for each choice of τ . The error bars indicate the corrected sample standard deviation of the best, average, and least cuts. We ran (MBO+) using the spectral method on the AS4 graph, increasing the value for τ in increments of 5 starting from 5 until 500. In Figure 14a we see in this experiment that 5 ≤ τ ≤ 40 produces the best results with respect to our cut sizes. We also see that for 330 ≤ τ ≤ 480 the best, average, and least cuts are almost identical. For Figure 14b we ran (MBO+) on the 100 realisations of G(5000, 0.001) from Section 6.2, increasing τ in increments of 5 starting from 5 until 125. For Figure 14c we ran (MBO+) on the 100 realisations of R(4000, 20, 0.01, 0.7), increasing τ in increments of 5 starting from 5 until 100. In Figure 14b and Figure 14c we see the general trend that increasing τ beyond 20 decreases the mean over the best, average, and least cuts over all 100 realisations of G(5000, 0.001).
Implicit Euler scheme.
On the random graphs we tested on in Section 6.2 and Section 6.4 our explicit Euler scheme using ∆ + 0 produced non-trivial cut sizes. However, for the scale free graphs in Section 6.3 and Section 6.5 we did not find a value of τ or dt such that the cuts induced from (MBO+) were non-trivial. In this subsection we show that we can solve the Euler equation implicitly in order to obtain non-trivial cut sizes with the operator ∆ + 0 , subject to suitable choices of dt and τ . However, the results are significantly inferior to the operators ∆ + 1 and ∆ + s for the implicit Euler scheme. We also compare the (MBO+) results obtained using the implicit scheme to the results obtained using the explicit scheme for a set of random graphs.
We run (MBO+) using the implicit Euler scheme on the AS4 and AS8 graph from Section 6.3 and the W9 graph from Section 6.5. We choose dt = 0.2 and τ = 20 when ∆ + 1 or ∆ + s is the operator. For ∆ + 0 we set dt = 0.0005 and τ = 0.05 for the AS4 graph, and for the AS8 graph and the W9 graph we set dt = 0.0001 and τ = 0.01. Table 14 shows that (MBO+) using the implicit Euler scheme with ∆ + 0 and our choice of parameters produces cut sizes, however they are significantly smaller in comparison to using ∆ Figure 15 and Figure 16 show that the average obtained cut sizes using the implicit Euler method are slightly better than the average obtained cut sizes obtained using the explicit method. However, Table 15 shows that (MBO+) using the explicit Euler method produces cut sizes in less time than using the implicit Euler method on these sets of random graphs. This is why we choose the explicit method for the Euler method in Section 6. 
Conclusions
We have proven that the signless graph Ginzburg-Landau functional f + ε Γ-converges to a Max-Cut objective functional as ε ↓ 0 and thus minimizers of f + ε can be used to approximate maximal cuts of a graph. We use an adaptation of the graph MBO scheme involving signless graph Laplacians to approximately minimize f + ε . We solve the signless diffusion step of our graph MBO scheme using a spectral truncation method and an Euler method.
We tested the resulting (MBO+) algorithm on various graphs using both these signless diffusion solvers, and compared the results and run times with those obtained using the (GW) algorithm. In our tests on realizations of random Erdös-Rényi graphs and on realizations of random modular graphs our (MBO+) algorithm using the spectral method outperforms (GW) with reduced run times. On our examples of scale free graphs (GW) usually gives the best maximum cut approximations, but requires run times that are two orders of magnitude longer than those of (MBO+), which obtains cut sizes within about 2% of those obtained by (GW). Similar conclusions follow from our tests on weighted graphs, that used randomly generated Erdös-Rényi graphs and modular graphs, and some scale free graphs, all with random edge weights. We have also shown that our algorithm using the Euler method can be used on large sparse datasets, with reasonable computation times.
In our tests (and for our parameter choices) we see that (MBO+) using both ∆ , and performance guarantees. These can be the subject of future research.
