In recent years, the trustworthiness of the software has become the focus of software quality. 
Introduction
In recent years, the development and running environment of software systems have been transformed into dynamic open from closed. The open and changeable running environment cause kinds of uncertain factors which make trustworthiness of the software (correctness, safety, reliability, availability, effectiveness and survivability) difficult to guarantee. In the open and changeable environment, the software system is becoming more and more fragile that let people feel difficult to trust. Most of the time, the software is not work in the ways they expect. There are kinds of fault and failure happened, which cause accidents and disasters directly or indirectly. Therefore, the trustworthiness of the software system is very concerned by the current domestic and international academic and industry circles and a heavy inputs research topic [1] . For objective judgment of the software entities trusted state, it is an urgent need to study the software trustworthiness evaluation techniques. "Multiscale quantization index system of multidimensional trustworthiness attribute, measurement, assessment and evaluation system" has become a research hotspot in trusted software field [2] . The traditional STE model or method usually uses software metrics or logic verification method for quantitative estimation of software. Although these models or methods have solved some practical problems, applying to the uncertainty evolution software system with in large scale and complex function, they still exist: fail to fully consider the key factors that affect the evaluation result of the correctness (software runtime environment) and do not have the dynamic adaptive characteristics. Faced with such dynamic uncertainty software operating environment, choice suitable theory tools is the key to evaluate its trustworthiness. In fact, the software trustworthiness can be viewed as a special case in trust management. People have a wide range of research on this aspect and theoretical achievements. Among them, subjective logic [14] proposed by Audun Jøsang is one of the classic trust models in trust management area. From the D-S evidence theory, Jøsang put the uncertainty into the model and proposed the subjective logic theory. And then through modeling the trust relationship based on the subjective logic, achieved good results. Subjective logic can describe the subjective cognition uncertainty and it is more suitable for modeling the trustworthiness of the dynamic uncertainty object. Therefore, this paper attempts to examine the changes of software running environment and use the classic trust management theorysubjective logic to build the STE model.
The rest of the paper is organized as follows. Section 2 related work Section 3 introduces software trustworthiness evaluation model based subjective logic Section 4 Describes the experimental setup and evaluates the performance and verify the rationality of the model. Section 5 concludes the paper.
Related Work
Research on the software trustworthiness is mainly in two aspects. One is improving the software trustworthiness through software adaptability and software evolution theory. Mohammad M et al. [3] present a formal approach for the development of trustworthy component-based systems. The approach involves a formal component model for the specification of component's structure, functional, and non-functional (trustworthiness) properties. Calinescu R et al., [4] use quantitative verification at runtime and model checking as a way to strengthen the software adaptation.
The other one is to set up the evaluation model for software trustworthiness. Needs to be pointed out, this is the focus of the study. Wang Yue et al. [5] introduce a meta-model of trustworthiness, founds a knowledge base according to this metamodel, presents a trustworthiness requirements pattern and a method about how to generate patterns from the knowledge base to help eliciting trustworthiness requirements. Si Guannan et al. [6] build a multitier dependability evaluation metrics system by structure analysis and structure pattern of Internet ware. It uses bottom up approach on the basis of Bayesian network to calculate dependability metrics of Internet ware system and its components from many aspects. Wang X [7] proposes evidence driven framework for STE based on rules is put forward, rules are used as expression method of trustworthiness evaluation logic, and evidence is used to drive the operation of trustworthiness evaluation process. Most of the works above are the framework of STE, which provide the preparation work for modeling the STE. There are no detail designs for how to evaluate the software trustworthiness, so, they can not be used to evaluate the software trustworthiness in practice.
Ding Shuai et al. [8] focuses on the STE problems that include both quantitative and qualitative indicators with uncertainties and propose an objective weight based evidential reasoning approach that employs total uncertainty measure to solv e STE problems with specific trustworthiness requirements. But its weight setting, using only objective information entropy method, regardless of people's subjective understanding of software trustworthiness index, and it is not very reasonable. Liu Yuling et al. [9] propose a trust model called (CBRA-TM) which is based on checkpoint behavioral risk assessment. Although the model can evaluate the key checkpoints, the real-time is still poor.
Zhou Xianzhong et al. [10] proposed a model based on the concept of software trustworthiness. The relationships among software distrust, failure, fault, defect and error are analyzed from converse thinking. Furthermore, the concept of distrust factor is proposed originally. A framework based on WBS-RBS is proposed to collect, identify and classify the distrust factors. The model mentioned above, they are mainly aiming at the non-functional attribute index or software behavior for STE, while the influence of the dynamic change of the software running environment to the software is seldom considered. In many application scenarios, only to ensure the functional correctness and validity is not enough. For example, in the network environment, in the process of software system to provide services, it may face various interference, such as denial of service attack, virus and unpredicted load threats come from the environment. Especially in the situation the popularity of current Internet technology, on the one hand, the software system of the environment gradually shows a characteristic of dynamic and open. In order to achieve specific business functions, the software system may need close interact with the presence of various objects (including people, software, hardware, sensors and other objects) in the environment. And the environment object diversity and difference the characteristic of the environment will bring about negative effects of unexpected software behavior. On the other hand, dynamic and open environment also makes environment object with malicious purposes having a negative impact on the normal behaviors through interact with the software system, which leads to reduce trustworthiness the of system software [5] .
Gu Liang et al. [11] propose a runtime software trustworthiness evidence collection mechanism based on trusted computing technology. Based on the features provided by TPM (trusted platform module), as well as the late launch technology, a trusted evidence collection agent is introduced in an operating system kernel. The agent can securely monitor executing programs and collect their trustworthiness evidence accordingly. The agent also provides some trusted services for programs to collect application specific evidences and guarantees the trustworthiness of these evidences. Bettini C et al. [12] propose context modeling and reasoning techniques.
Ding Bo et al. [13] propose a component model named ACOE (adaptive component model for open environment) that supports the online fine -grained adjustment to software adaptability. The model studies the software trustwort hiness from the two aspects of behavior and the environment. But this work was just context acquisition and could not evaluate the software trustworthiness effectively.
As mention in section 1, subjective logic proposed by Jøsang et al. [14] can express subjective uncertainty, and has achieved gratifying results [15 -20] . Subjective logic provides a good trust representation and reasoning for the theoretical foundation of trust management. Its Beta trust model, has successfully applied in the open community of the trust management. Therefore, different from previous STE model, this paper investigates the changes of software running environment, calculates the influence of the software environment dynamic changes to the software trustworthiness by subjective logic theory, and gets the STE model based on environment.
The Software Trustworthiness Evaluation Model based on Subjective Logic

Multinomial Subjective Logic
Subjective opinions express subjective beliefs about the truth of propositions with degrees of uncertainty, and can indicate subjective belief ownership whenever required. A distinction can be made between multinomial and binomial opinions. A multinomial Copyright ⓒ 2015 SERSC opinion is denoted as A X  where A is the belief owner, also called the subject, and X is the target frame, also called state space, to which the opinion applies. An alternative notation is  (A:X). In case of binomial opinions, the notation is
, where x is a single proposition that is assumed to belong to a frame e.g. denoted as X, but the frame is usually not included in the notation for binomial opinions. The propositions of a frame are normally assumed to be exhaustive and mutually disjoint, and belief owners are assumed to have a common semantic interpretation of propositions. The belief owner (subject) and the propositions (object) are attributes of an opinion. Indication of subjective belief ownership can be omitted whenever irrelevant.
A general multinomial opinion is a composite function consisting of a belief vector b (x i ) is interpreted as belief mass over x, i.e. the amount of positive belief that x is true. The belief vector can be interpreted as a sub-additive probability function because the sum can be less than one. Additivity is achieved by including the uncertainty mass defined below.
Definition 2 Uncertainty Mass
Let X = {x i |i = 1, . . . , k} be a frame and let 
The parameter u is then called an uncertainty mass. The uncertainty mass can be interpreted as the lack of committed belief mass in the truth of any of the propositions of X. In other words, uncertainty mass reflects that the belief owner does not know which of the propositions of X in particular is true, only that one of them must be true.
Definition 3 Subjective Opinion
Let X = {x i |i = 1, . . . , k} be a frame, i.e. a set of exhaustive and mutually disjoint propositions x i . Let  b be a belief vector, let u be the corresponding uncertainty mass, and let  a be a base rate vector over X, all seen from the viewpoint of a subject entity A. The composite function
is then A's subjective opinion over X. This represents the traditional belief notation of opinions.
Definition 4 Probability Expectation Vector
Let X = {x i |i = 1, . . .k} be a frame and let X  be an opinion on X with belief vector  b and uncertainty mass u. Let  a be a base rate vector on X. The function
is then called the probability expectation vector over X.
Dirichlet distributions translate observation evidence directly into probability density functions. The representation of the observation evidence, together with the base rate, can be used to denote opinions.
Definition 5 Evidence Notation
Let X be a frame with a Dirichlet distribution Dirichlet( 
The default non-informative prior weight is W = 2, but larger values are also possible. Formula (4) is the mapping relationship between evidence space and belief space. The main idea about subject logic and more details see the literature [14] .
Select the Software Running Environment Attributes
Software trustworthiness by some properties: correctness, safety, reliability, usability, efficiency, software trustworthiness evaluation is considered to be a kind of multiple attribute decision making problems, and this kind of model evaluation results and technical indicators often comes from expert opinion and past their subjective experience, the latest knowledge and information due to a lack of any assessment results of [8] . Therefore, running state as can the real-time control software, dynamically to evaluate the software trustworthiness, this paper pays more attention to the software running environment property, simple, mentioned below (property index) refers to can be observed and software operating environment quantitatively describing the properties. The software running environment including the process context, thread information, method, field, however, the monitoring and control property is basically a collection of monitoring in the field, and cannot cover all the monitoring requirements. Therefore, according to the requirement analysis and design specification different, choose the corresponding properties of [22] .
As noted above, brought huge impact dynamic software environment and uncertainty of the trustworthiness of the software, through the study of the software running environment changes to evaluate the software trustworthiness is a reasonable and feasible method. Many of software running environments attributes which can be observed, each attribute of software trustworthiness degree is different, therefore, this paper attempts to attribute the first definition. Great for those changes to the attributes of the credibility of the software, which is defined as the key attribute; attribute has some changes, but the credibility of the software not less influence or effect, which is defined as the non-key attributes. The key attribute for the assessment must detect the attributes, rather than key attributes, can be chosen by the user. This is the meaning of: A, model requires only the key observation key attributes, reduce the overhead. Two, the distinction between attributes and attribute weights, complete the general settings. For the second point, because of the different types of software, the environmental attributes focused on is different. For example, for some of the commonly used office software, it will get more attention about CPU, memory and other system attributes, while the bandwidth, connection network properties will not effect the software trustworthiness; and some browsers or chat tools of this kind of interaction with the network software is more close attention network properties. Therefore, the evaluation of a software, considering the demand and application software, weight setting attributes can be more accurate, the subjective preference of these with experts or evaluators are closely related. This paper designs a set of species preference subjective weights.
Weigh Setting of the Software Running Environment Attributes
Compare with the following six kinds of objective weighting method: Principal Component Analysis, Factor Analysis, TOPSIS, Rank-sum ratio, grey correlation method, entropy method, and the study [24] found that the evaluation results of objective method cannot be accepted. So, in this section, a subjective group preference weight setting algorithm is designed with comprehensive decision makers and experts. Here are the details of the algorithm.
Suppose that P decision-makers or experts provide the weight preference ordinals on attributes set A={A 1 If we do not consider the decision-makers weights or decision-makers weights are the same, we can think that each decision makers weights is 1, then, statistic the number ( ki t ) of the i th can be a place for i th attribute through the weight preference ordinals matrix i kj A , so we can get the statistical weight preference matrix; if considering the decision maker's weight, assuming the P decision-makers and their weights are P=( 1  , 2  ,…, P  ),the weight of the decision-makers can be allocated according to the size of the responsibility on project and the prestige in the decision-making group, the weight preference matrix i kj A and the weight of the decision-makers need to multiply, and then make a statistic and obtain a statistic weight preference matrix with decision-makers own weight information. That is:
With the last example, if decision-makers have the same weight, the statistical weight preference matrix Suppose the importance of the k th position is expressed as:
Finally, calculate the weight preference ordinals value of the attributes:
By the equation (2) By comparing the weight preference ordinals value, we can draw the attribute's weight preference relationship. They are A 2  A 3  A 1  A 4 .
According to the above method to calculate the attribute weight preference ordinals value, we can get corresponding attribute weights after the normalized.
With the last example, let us see the A sets as attribute sets and the 4 attribute weights are:
(0.172, 0.379, 0.311, 0.138).
Figure 1. Evaluation Flow Diagram
The second step, the event database storage and standardized the software running at steady and run-time state of relevant environmental attribute information.
The third step, when the software running environment changes, event sensor should have such knowledge, which can determine whether the change of attribute belonging to the normal or abnormal behavior. Such as software behavior monitor, and then, the event is divided into positive or negative events.
The fourth step, according to the current evaluation strategy (see details of the coarsegrained or Fine-grained strategy), calculate the influence of positive and negative events on the software trustworthiness.
The fifth step, according to subjective logic thought fusion the trustworthiness influence quantity in all the observation periods and evaluates software trustworthiness dynamically.
Evaluation Algorithm
The following will be described the specific evaluation algorithm in fourth steps and fifth. Suppose there are an attribute index set {x 1 , x 2 , …, x n }, ij x indicates that the attribute i in j th time observed value, which forms a matrix denoted by X ij = ( Attributes for the evaluation scheme usually has the following types: The benefit attributes are those attributes for maximization such as profit, income, and so on, whose values are always the larger the better. The cost attributes are those for minimization such as cost, crime rate, whose values are the smaller the better. The stability attributes are those attributes for tends to a fixed value and in this paper we call it stable core.
In order to balance the calculation accuracy and consumption, the calculation strategy about the influence of the change of the software running environment to the software trustworthiness is divided into coarse-grained and fine-grained.
For the attributes column x i in matrix, there is a training standard value 
The Coarse-grained Strategy:
For any concerned attribute i, if the changes of the attribute in actual observation value has produced an event that can be found by software monitor, judge the nature of the event to the change according to the type of attribute (cost type, stable type and benefit type). The following is the definition of positive and negative events about three type of attribute.
Cost type: find the maximum value of the attribute as training standard value i X which is not influence the software trustworthiness through training. That is, if the actual observation value greater than i X , it will have an impact on the software trustworthiness. The event defined as a negative event and the attribute negative event number plus 1, otherwise, the event defined as a positive event and the attribute positive event number plus 1.
Benefit type: find the minimum value of the attribute as training standard value i X , which is not influence the software trustworthiness through training. That is, if the actual observation value less than i X , it will have an impact on the software trustworthiness. The event defined as a negative event and the attribute negative event number plus 1, otherwise, the event defined as a positive event and the attribute positive event number plus 1.
Stable type: find the minimum and maximum value of the attribute as training standard interval range which is not influence the software trustworthiness through training. That is, if the actual observation value is in this range, it will have an impact on the software trustworthiness. The event defined as a positive event and the attribute positive event number plus 1, otherwise, the event defined as a negative event and the attribute negative event number plus 1.
Cumulative m times observations, we get the positive ( Needs to be pointed out, in the coarse-grained strategy, it is not consider the influence degree of event to the software trustworthiness precisely. It is also not consider the weight of each attribute. Therefore, this strategy is simple and effective with low computational complexity. The coarse-grained strategy is relatively simple. We describe the detail of the fine-grained strategy in the following.
The Fine-grained Strategy:
In the fine-grained strategy, it need measure the influence degree of this attribute change to the software trustworthiness exactly. Taking the benefit type attribute as an example, the same as the definition in the coarse-grained strategy, if the actual observation value great than training standard value i X , the event defined as a positive event, shown in Figure 2 . Both the observed value e and f are greater than the training standard value. They are both positive event. But there are difference between e and f obviously. That is the influence of f to the software trustworthiness is greater than e. So, we defined the positive influence as follow: 
The negative influence quantity:
The positive influence quantity:
The negative influence quantity: Situation one, if the observed value is in the threshold range, it is positive event, and arbitrary value in the interval has the same influence on software trustworthiness without difference, namely, the two points D, E have no difference. Otherwise, negative events, and there is no difference between A and B.
Situation two, if the observed value is in the threshold range, it is positive event, but the difference influence on software trustworthiness. Namely, the two points there is difference between D and E. The distance between E and stable core C is closer than D, therefore, E has a greater influence to the software trustworthiness than D. Otherwise, negative events, and there is no difference between A and B.
Situation three, if the observed value is in the threshold range, it is positive event, and arbitrary value in the interval has the same influence on software trustworthiness without difference, namely, the two points D, E have no difference. Otherwise, negative events, but the difference influence on software trustworthiness. Namely, the two points there is difference between A and B. The distance between A and stable core C is farther than B, therefore, A has a greater influence to the software trustworthiness than B.
Situation four, there is difference between A and B, meanwhile, there is difference between D and E.
Situation five, the attribute value tends to a fixed value (stable core value i c ). That means, if the observed value is equal to i c , it is positive event and the positive influence is 1, otherwise, the negative positive influence is 1.
For the above five cases, if the two points are no difference or there is no stable core, taking situation one as example, the influence degree of trustworthiness is 1.
Calculation formula is given below only in situation four, other similar. Positive and negative influences of the trustworthiness are:
To sum up, the weight of the attribute i is 
Simulation Experiment
In order to verify the validity of the model, the simulation experiment is carried out in the CPU Intel (R) Core (TM) 2 Duo CPU E7500 2.93GHz, memory 1.98GB, Windows XP system. The evaluation software is 360 browsers and the measured access site is NetEase. Select CPU usage (peak), occupied memory, file system size, connections number, response time and network speed six monitoring environmental attributes as an example, to evaluate the trustworthiness of the software. Using 360 flow firewall and Window task manager measure the experimental data. In a relatively stable environment, the training standard values get by 100 times of observation environment attribute, the results in Table 1 . Taking1 10 th times observation as a period, a total of 10 periods, the observation data in third period as an example, see Table 2 . attributes are also stable type (in situation one). The response time is cost type, while the net work speed is benefit type. According to the attribute types, respectively, using formula (3-5-2) ~ (3-5-10), the influence of positive and negative events is calculated for each of the software trustworthiness, the results in Table 3 . According to the weight calculation algorithm described in Section 3.3, the six attributes weight is {0.138, 0.197, 0.044, 0.143, 0.167, 0.310}. Using formula (3-5-11) , calculate the software trustworthiness expectation evaluation is 0.905 (W=2, a=0.5).
Conclusions
This paper proposes a software trustworthiness evaluation model based on subjective logic. Difference from other works, this model examine the changes of software running environment, consider the impact on the software trustworthiness, and build the STE model with subjective logic. The model can monitor the software running state in realtime and evaluate the software trustworthiness dynamically. In addition, on the setting of weight aspect, a subjective group preference weight setting algorithm is designed. Simulation results show that the model is reasonable and effective can be more accurate to evaluate the software trustworthiness. This work puts forward from a new perspective method to describe the software trustworthiness with hoping that the work can promote the development of STE theory and its application. based on extended subjective logic, 14209) and the project of Handan city science and technology research and development program(The internet of things node authentication technology research based on trusted computing, 1221103041G).
