Predicting Incompatibility of Transformations in Model-driven Development  by Jazayeri, Mehdi & Oberleitner, Johann
Predicting Incompatibility of Transformations
in Model-driven Development
Mehdi Jazayeri1 Johann Oberleitner2
Technische Universita¨t Wien
Institut fu¨r Informationssysteme
Argentinierstraße 8/E1841
A-1040 Wien, Austria
Abstract
The grand vision of model-driven development and model-driven architecture (MDA) is to generate
automatically an implementation from a high-level model of the application. The primary ingredi-
ents of model-driven development are a platform-independent model (PIM) of the application and
a platform-speciﬁc model (PSM) which is derived from the PIM for a given target platform. The
transformation from PIM to PSM could be done automatically if necessary mappings are deﬁned.
Even if this grand vision were to be realized sometime in the future, the evolution of applications
developed in this way still poses interesting challenges. We point out speciﬁc problems that arise
when evolving an application to support diﬀerent platforms and diﬀerent technologies. We then
propose a supporting tool called a ”portability checker” that can help the application developer in
evolving applications developed using MDA.
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1 Introduction
One goal of model-driven architecture (MDA) is to support the development
of long-lasting systems which evolve gracefully over time. The primary ingre-
dients of model-driven development are a platform-independent model (PIM)
of the application and a platform-speciﬁc model (PSM) which is derived from
the PIM for a given platform, e.g. CORBA, EJB, etc. The transformation
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from PIM to PSM could be done automatically if necessary mappings are de-
ﬁned. An application developed using this methodology can be evolved over
time to run on diﬀerent and newer platforms by deﬁning new PSMs and new
transformations. However, this approach assumes that the PIM is abstract
enough that all concepts used in the PIM can be transformed to the new con-
crete PSMs. There are at least two problems with this assumption. First,
the design of PIMs is often the result of many tradeoﬀs, some of which take
into account the capabilities of the anticipated platforms and technologies (i.e.
are transactions available? Are entity beans suﬃcient for the task). Not all
these analyses may hold over the lifetime of a system when new platforms and
technologies are introduced. It is even possible that a new platform may not
support all the features assumed by the PIM. Second, new platforms or tech-
nologies are introduced and existing platforms are improved with new features.
It is not always a good idea for the PIM to continue using old features when
newer, better, ones are available. It is important for the transformation from
PIM to PSM to be able to take advantage of these improvements. However,
the PIM may not be designed to support such enhancements. In this position
paper, we propose a “portability” checker that supports developers in check-
ing if a source model conﬂicts with features supported by target platforms.
With this checker it is possible to verify which parts of a model transformation
cannot be done completely if target platforms and technologies are changed.
The portability checker marks which sets of source or target model elements
cannot be transformed in a new technology platform and provides information
which model element pairs map to outdated platform features and therefore
should be remodeled. In the following, we explain the diﬀerent uses for such
a tool.
It is clear that model-driven development is still in its infancy and many
developments are needed before it becomes a practical methodology. One im-
portant requirement is the ability to combine models from diﬀerent domains,
for example, one for the user interface, one for transactions, and another for
the execution platform. A model compiler [4] can then transform and com-
bine these models similar to aspect-weaving. Also in this case, the portability
checker can be a useful help.
2 Background
This section describes concepts that are important to understand the most
important concepts of MDA and the remainder of the paper.
The most important improvements in productivity in software develop-
ment have been achieved by increasing the level of abstraction[2] including
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the use of assembler instructions instead of machine code, the use of higher-
level programming languages instead of assembler language, and the use of
device driver interfaces instead of manually writing device access code.
Model Driven Architecture (MDA) is the OMG’s solution to increase the
abstraction level one step further to the development of distributed systems.
MDA makes intense use of OMG’s modeling standards such as UML and MOF
to build models that represent Enterprise Computing systems [6]. These mod-
els represent the system independently from a particular middleware platform.
Hence, these models are called Platform Independent Model (PIM). A PIM is
used to build executable code for a particular middleware system. MDA tools
generate this code by generators that use a PIM as input. Often, it is not pos-
sible to generate complete executable code directly. Instead, or additionally,
a Platform Speciﬁc Model (PSM) is generated. Mappings from PIM to PSM
will allow tools to automatically generate PSM and/or the code. However, if
the input model is incomplete, the developers have to manually modify the
PSM to have a complete implementation of the platform speciﬁc code. MDA
works very well for parts of an enterprise application where application logic is
simple and can be deduced from the models. Recently, a UML action language
has been introduced [4] that allow to specify semantics even for procedures.
Furthermore, specialized UML proﬁles, extensions to UML, have been deﬁned
to describe a model, for example of a type of application (e.g. distributed com-
puting) or a type of platform (e.g. EJB or CORBA). Models that conform
to such proﬁles can be used as input to the code generators. Our portability
checker also makes use of these UML proﬁles.
It is important to note that no matter how we try to make models inde-
pendent of implementation platforms, practical considerations often impose
some implementation-dependence in the model. An example in MDA, which
is familiar to programmers with ordinary programming languages, is when
the designer knows that the code generator is not able to generate eﬃcient
code for a particularly high-level construct in the independent model. In that
case, the designer modiﬁes the model with implementation- (or generator-)
dependent changes to ensure an eﬃcient transformation.
3 A portability checker and its applications
A portability (or in general compatibility) checker takes as input an input
model and one or more target models and signals any detected incompatibil-
ities. The tool also uses transformation rules that are given for transforming
source models (i.e. PIMs) to target models (i.e. PSMs). Additionally, the
checker also uses rules for which mappings are possible and considers con-
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straints between source model elements (e.g. transactions) and target model
elements (e.g. events). These mappings are used for determining if a transfor-
mation leads to complete target models or complete executable target code.
These transformation rules and mapping constraints are part of the conﬁgu-
ration of the checker and are not input by the user. Due to space restrictions,
we rely on the reader’s intuitive understanding of these notions and instead
concentrate on the uses of the portability checker.
In the remainder of this section, we list some of the uses of a portability
checker in model-driven development. The purpose of these examples is to
show where the ideal of model-driven architecture runs into practical problems
and how the portability checker can intervene in the development process to
keep the process as close to ideal as possible.
3.1 Developing portable software from scratch
The basic use of the portability checker is in developing the same software for
diﬀerent target platforms. MDA allows the design of one platform-independent
model (PIM) and postulates the automatic generation of platform-speciﬁc im-
plementations. The PIM is supposed to be the basis for generating the code
for all target platforms. This generation is based on diﬀerent UML proﬁles for
diﬀerent target platforms. The reason that diﬀerent UML proﬁles are needed
is that not all platforms support all the same features and it is not at all
guaranteed that all the features required by the PIM are supported by the
UML proﬁles. As a result, the automatic generation will fail. The designer
can use the portability checker at the time that the PIM is being developed to
ensure that the PIM features match the support provided by the desired tar-
get platforms described by the UML proﬁles. The incompatibilities detected
by the portability checker are brought to the attention of the designer and
can be handled in diﬀerent ways. The designer can redesign the model to sup-
port all target platforms or accept the incompatibilities and support diﬀerent
functionality on diﬀerent platforms or manually implement the problematic
code parts. This approach can be used iteratively to deal with all problematic
locations. In addition to changing the source model the developer might be
able to extend and adapt the code generator to support required features in
a target platform.
Although it is unlikely that an entire distributed system is implemented for
two target platforms such as CORBA and EJB simultaneously from scratch, it
is certainly a common case for designers building components or sub-systems.
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3.2 Porting an existing MDA based system
A more likely scenario in model-driven development than starting from scratch
is when an existing MDA-based system is to be ported to another platform.
This is a typical evolution scenario. In the simple case, we use the portability
checker to discover the incompatibilities of the PIM with the new platform.
Again we have the same option as before: modify the PIM and adapt the
existing implementation also or manually adjust the new platform’s imple-
mentation. A more diﬃcult case, however, is if the new platform’s application
has to be developed in parallel with maintaining the existing application. In
this case, new functionality has to be introduced in the two platforms simulta-
neously. The development of the new enhancement must follow the process of
developing new portable software described in the previous subsection. The
combination of scenarios for developing new software and porting existing
software shows the need for iterative development of the process and the em-
bedded evolutionary software life-cycle.
3.3 Building adaptive software for changing technologies
Clearly, it is not possible to anticipate every possible change in technology
factors, such as transaction models or security support. However, it is often
known in advance that some areas of a technology will change or are immature.
In addition, companies have sometimes policies to not allow the use of a
particular technology. The portability checker can be used to identify model
elements that use such functionalities and can lead to potential problems. In
contrast to the scenarios described above where the portability checker uses
rules that are solely based on generically available UML proﬁles for diﬀerent
target platforms, in this situation we must modify these proﬁles so that they
describe which model elements do not conform with a company’s policies.
3.4 Using diﬀerent MDA tools together
Working with just one MDA tool and its supported set of target platforms will
not introduce new diﬃculties except as mentioned above. However, domain
speciﬁc MDA tools and models will arrive. MOF based models can be incorpo-
rated in other MDA tools relatively easily with its MOF/XMI representation.
However, the integration of code generators is more diﬃcult. It is possible
to use multiple MDA tools side-by-side. But there are some transitions in
the models that are critical for interworking in the models. The portability
checker can also be used to identify those transition elements that will need
manual implementation work.
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3.5 Integration of legacy systems
Very few systems are built to work in isolation. Many systems have to build
upon already existing and running legacy systems that have to be integrated
into the new system. Often there is no UML compliant model for these legacy
systems and hence the integration has to be done manually bypassing an MDA
tool. The portability checker can be extended with rules to verify how which
interface elements of such a legacy system can be integrated automatically
with MDA methods and which elements have to be hand-coded.
3.6 Reimplementation of an existing system
It is not a rare scenario that an existing system built without using MDA
tools needs to be ported. The models for this system do not exist or are not
usable as input for MDA tools. The portability checker cannot be applied
directly on the binaries of this application. However, for certain platforms
it is relatively straightforward to build a sketchy model of such a system
by using the reﬂection methods of these platforms. This model is hardly
complete but shows the coarse interrelationships of classes or components.
Since this model is incomplete it cannot immediately be used as input for
MDA tools. Interestingly, the portability checker can use such a model to
provide information on how diﬃcult a reimplementation for a diﬀerent target
platform would be.
4 Example
In this section we present a simple example that elaborates the usefulness
of the portability checker. It uses only the most simple constraint possible
between metamodels: existence of similar concepts.
Fig. 1. PIM to .NET
Figure 1 shows a (narrowed) architecture for the administrative software
of a library. The PIM on the left side makes use of extended UML constructs
from OMG’s Enterprise Collaboration Architecture (ECA) with its UML pro-
ﬁles for Component Collaboration Architecture (CCA) and UML proﬁle for
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Entities. These proﬁles add UML stereotypes that represent entity objects
such as persons or books and process objects such as the library itself. Al-
though a UML proﬁle for .NET has yet to be deﬁned it is rather easy to
automatically generate a .NET model and the source code from the available
PIM.
Fig. 2. PIM to EJB
The same application is later ported to Enterprise JavaBeans (see ﬁgure 2).
Again this is straight-forward since there is no problem in ﬁnding a mapping
of the PIM to a UML proﬁle for EJB that maps entities to entity beans and
process components to session beans. Both platforms are based on the same
PIM.
A useful addition for this application is a notiﬁcation mechanism that
informs persons interested in a particular book that this book has been re-
turned to the library. One way to design this is the use of an event ﬁred by
the returned book to the interested person. Events are also proposed in the
ECA. The use of this event is shown in ﬁgure 3. The generation of the code
for .NET can be done easily because our .NET mapping is not constrained
by any UML proﬁle and .NET Remoting itself supports events even across
remote boundaries.
Fig. 3. PIM to .NET
However, what happens when the EJB application has to be updated to
support the notiﬁcation? The EJB UML proﬁle does not support events.
Furthermore enterprise beans do not currently support built-in callbacks. The
portability checker knows that the EJB metamodel and the associated code
generator do not support events and would return an appropriate warning.
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5 Related Work
Diﬀerent research areas are connected with our portability checker. When
generating the output code an error can be generated when some inconsistency
appears. Interestingly, none of the OMG speciﬁcations contain guidelines on
what to do when a PIM to PSM mapping is incomplete or how to check
this. Even the proposals for the upcoming OMG transformation standard
for Queries, Views, and Transformations [3] mention the reaction to be an
implementation issue.
In [1] the authors present a consistency-preserving approach for the evolu-
tion of UML models in real-time environments. They map UML-RT models to
CSPs and investigate how changes of the model change the consistency of pro-
tocols or the preservation of deadlock freedom. Our work in contrast involves
how the transition to a new and diﬀerent target platform can be accomplished.
A framework for expressing transformations based on UML is presented
in [7]. It supports an algorithm that checks if two UML models are refactorings
of each other.
Since MOF and UML based models can be exported mechanically to XMI
representation the problems we want to address can be considered as validat-
ing consistency of XML ﬁles with respect to constraints between these ﬁles.
The xlinkit framework [5] supports checking the consistency of heterogeneous
documents that are either already represented in XML or can be converted to
XML. The constraints between these documents are described with a language
based on ﬁrst order logic. It has been restricted to be decidable in polynomial
time [5]. The diﬀerence of xlinkit in contrast to other consistency checkers is
that it takes into consideration the cause and location why an inconsistency
exists. In the future we expect to use xlinkit to support checking constraints
between PIM and PSM at a very ﬁne-grained level.
6 Conclusions
In this position paper, we have identiﬁed some practical software evolution is-
sues that arise with MDA-based tools and transformations. We have proposed
a tool, which we call a portability checker, to help address some of these prob-
lems. The portability checker relies on MOF/UML models and UML proﬁles
to detect mismatches between source models and target platforms. With the
help of the portability checker, designers and developers can design portable
systems from scratch or port existing software to new platforms. The role
of the portability checker is to automatically detect incompatibilities between
features used in the model and those supported in the platform.
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We are currently implementing the portability checker and plan to support
diﬀerent middleware platforms such as EJB, CORBA, and .NET. It is possible
to generalize the notion of portability used here, which refers to compatibility
with an execution platform and therefore is applicable to portability, to other
areas and detect other incompatibilities. That is the subject of our current
work.
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