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Feedback Modulators ）と比較し、提案手法の有効性を確かめる。 
 粗動ステージが発生する機械共振においては、減衰付加手法として直接フィードバック
制御（DVFC：Direct Velocity Feedback Control ）を用いる。この DVFC に対し、速度信

























いて述べる。2.1 節で機械共振に対する減衰付加手法である DVFC について、2.2 節で提案









































 2.1 節で述べた DVFC の制御効果を一定振幅かつ離散のパルス入力にするために、図 2.2
のようなブロックを考える。図 2.2 は、図 2.1 に示される制約条件が存在しない連続値入力
システムに対し、速度信号ｖを一定振幅かつ離散値信号 vｄに変換する変換器（DIC：
Discrete-valued Input Control ）を導入したシステムである。次に提案する変換器につい
て説明する。 
 提案する一定振幅・離散時間パルス入力手法（DIC ）の概念図を図 2.3 に示す。本手法





図は、図 2.3 の縦軸を等分割に量子化したものである。なお、今回は振幅を 10 等分に分割
した例について説明する。 
 図 2.3 のような Sin 波状の速度振動があるとき、設定した速度最大振幅値 vmaxを分割・
判別する。このとき速度最大振幅値 vmaxを 10 等分し、パルス入力の時間間隔 Tpをそれぞ
れ決定していく。パルス入力の時間間隔 Tp の決め方は次の(2.1)式に示した。ここで Tpmin
は Tpの最小値であり、ハードウェア等の制約から決まる値である。 
 
Tp＝Tpmin     、if vmax ×9 / 10 ＜ v(t) ≦ vmax  
Tp＝2×Tpmin    、if vmax ×8 / 10 ＜ v(t) ≦ vmax ×9 / 10 
Tp＝3×Tpmin    、if vmax ×7 / 10 ＜ v(t) ≦ vmax ×8 / 10 
Tp＝4×Tpmin    、if vmax ×6 / 10 ＜ v(t) ≦ vmax ×7 / 10 
Tp＝5×Tpmin    、if vmax ×5 / 10 ＜ v(t) ≦ vmax ×6 / 10 
Tp＝6×Tpmin    、if vmax ×4 / 10 ＜ v(t) ≦ vmax ×5 / 10 
Tp＝7×Tpmin    、if vmax ×3 / 10 ＜ v(t) ≦ vmax ×4 / 10 
Tp＝8×Tpmin    、if vmax ×2 / 10 ＜ v(t) ≦ vmax ×3 / 10 
Tp＝9×Tpmin    、if vmax ×1 / 10 ＜ v(t) ≦ vmax ×2 / 10 




観測間隔 Tm、パルス入力時間における最小間隔 Tpmin の間の関係が(2.2)式を満たすことで
ある。 
 

















































慮し、2ｎで実現する場合について述べる。図 2.3 のような Sin 波状の速度振動があるとき、
設定した速度最大振幅値 vmaxを 1/2ｎごとに分割・判別し、次の(2.3)式に示したようにパル
ス入力の時間間隔 Tpを決定する。ここで Tpminは Tpの最小値であり、ハードウェア等の制
約から決まる値である。 
 
Tp＝Tpmin      、if vmax / 2 ＜ v(t) ≦ vmax 
Tp＝2×Tpmin     、if vmax / 4 ＜ v(t) ≦ vmax / 2 
Tp＝4×Tpmin     、if vmax / 8 ＜ v(t) ≦ vmax / 4 






 (2.1)式、(2.3)式共に、速度最大振幅値 vmax が正の値のときのみを扱っているが、負のと
きも同様に速度最大振幅値 vmaxを分割・判別し、パルス入力の時間間隔 Tpをそれぞれ決定






2.2.2 DIC の実装 
 
 本節では前節で述べた一定振幅・離散時間パルス入力手法（DIC ）の原理を MATLAB
でのシミュレーション及び実験検証するための構築方法について述べる。 
 図 2.4 は MATLAB でシミュレーションする際の 10 等分割での DIC の設計について示し
たモデルである。次に図 2.4 のブロック線図について述べる。 
 前節で述べた原理を MATLAB の S-function の機能を使い C 言語によりプログラムをコ
ーディングした。尚、S-function 内で書いたプログラム（pmt_pwm_088.c）の詳細につい
ては付録の方に載せておく。 
 S-function への入力は 12、出力は 2 つある。入力の 1 つ目は DVFC の速度信号 v(t)、２
つ目はパルスジェネレータの出力、３つ目の入力は S-function の出力 u(t)の 1 つ前の出力
u(t -1)、４つ目の入力以降は３つ目と同様にそれぞれ 1 つ前の出力を S-function の入力と
している。ここではパルスジェネレータから出力されるパルス間隔を観測間隔 Tmの代わり
に使用している。 
 パルスジェネレータから出力されるパルスが On（パルスの大きさが 1）のとき、DIC か
ら出力するパルス入力の時間間隔 Tpを S-function 内で(2.3)式に従って決定する。そして、
パルスジェネレータから出力されるパルスが OFF（パルスの大きさが 0）のとき、DIC か
ら出力するパルス入力の時間間隔 Tpは次の観測間隔 Tm が来るまで、前の観測間隔 Tm で決
定されたパルス間隔 Tpを出力し続ける。これにより、DIC から出力される信号は観測間隔
Tmごとに変化させるという前節で述べた原理道理に動作が可能になっている。 
 また、実験には dSPACE の実装ソフトウェアを使用し、シミュレーションで設計した
MATLAB の Simulink モデルをリンクし、dSPACE ハードウェアへ自動実装させるため、





















































 カウンターマスによる駆動反力制御用実験装置を図 2.5 に示す。除振台中心位置検出用の
センサが４つ、２つのカウンターマスを偏心してそれぞれ X 軸、Y 軸に沿って設置されて
おり、中心には X 軸、Y 軸用にそれぞれ精密ステージを重ねて設置している。 
 また、各実験装置に用いた位置センサ、カウンターマスおよび XY 精密ステージの仕様を
表 2.1、表 2.2 に示す。全ての構成で実験装置の仕様は同じであるためまとめて示す。ステ
ージ全体質量は約 50kg である。 
 XY精密ステージ駆動時に発生する駆動反力による除振台の振動は最大１mm程度である。
位置センサの分解能は 13μmで、AD変換分解能も考慮すると実効分解能は 10μmとなり、
十分な値となっている。また、XY ステージの定格推力は 13N であるため、カウンターマ































 SUNX ANR1282 SUNX ANR1250 
測定中心距離[mm] 80 50 
測定範囲[mm] ±20 ±10 
分解能[μm] 13（100Hz） 3.5（100Hz） 
出力電圧[V] ±5 ±5 
設置箇所 Y1、Y2、X4 X2 
 
 






ストローク[mm] 200 100 
可動部質量[]kg] 0.92 1.0 
質量[kg] 5.1 2.0 
定格推力[N] 33 13 
最大推力[N] 132 ― 
サーボ用電圧[V] 1A 以下 ― 
サーボ用電流[A] DC24 ― 
定格電流[A] 1.5 ― 
最大電流[A] 6 ― 
エンコーダ分解能[μm] 0.1 0.01 
最大印加電圧[V] ― 130 






















































 本節では、実機であるアクティブ除振台の DVFC による振動抑制制御系に一定振幅・離
散パルス入力手法（DIC ）を適用させ、DVFC のみと DIC を付加したときの検出出力（速
度）についてシミュレーションによる比較・検討を行う。 
 ここで制御対象のモデルは実機であるアクティブ除振台を考慮し、減衰率が約 0.015、固




 シミュレーション条件としては、観測周期 Tmを 2 ms、入力パルス時間間隔 Tpminの最小
値を観測周期 Tmの 20 分の 1、そして速度最大振幅値 vmaxを 4 mm/s とした。また、DVFC
ゲインは 8 とした。 
























 図 2.6 は点線が制御なし、一点鎖線が連続時間制御による DVFC、そして実線が本論文
で提案している DIC を用いた DVFC である。図 2.6 より、理想としている連続時間制御に
よる DVFC の結果と、DIC を用いた DVFC の結果を比較したとき、一定振幅かつ離散時間
パルス入力という時間、空間分解能制約があるときでも、連続時間制御とほぼ同じように
振動抑制制御が可能であることが確認できる。 
 また、表に図 2.6 のシミュレーション結果の過渡状態での最大振幅比及び、定常状態での
２乗誤差和の結果を示す。表 2.3 からも、提案手法の有効性が確認できる。表 2.4 では制御



















1.3% 38.3% discrete 
0.5% 26.6% continuous 










はシミュレーション条件と同じである。実験結果を図 2.7 に示す。 
 図 2.7 は図 2.6 のシミュレーション結果と同様に、点線が制御なし、一点鎖線が連続時間




























































































 図 2.7 を過渡状態での応答と、定常状態での応答に分けたものを図 2.8 に示す。図 2.8（a）




 表 2.4 に図 2.7 の実験結果の過渡状態での最大振幅比及び、定常状態での２乗誤差和の結
果を示す。表 2.4 からも、提案手法の有効性が確かめられることがわかる。表 2.4 では表
2.3 のシミュレーション結果と同様に、制御なしの状態を 100％としたとき連続時間制御に




























16.7% 67% discrete 
15.7% 64% continuous 







































































































































































節で位置決め制御に DIC を実装する方法について述べる。3.2 節で実験装置について説明










 この離散値入力システムに対してまずは、制約条件が存在しない連続値入力システム P 
(s )を考える。そして連続値入力システム P (s )と、適切に位置決めコントロールが出来てい
る制御器 C (s )が図 3.1 のような制御系を構成しているときを考える。この制御系を参照シ
ステムと呼ぶことにする。尚、この図 3.1 のような制御系の構成はフィードバック制御系の
一般的なブロック図である。 















 図 3.2 は図 3.1 の参照システムに制御入力 u を一定振幅かつ離散値信号 udに変換する変
換器（DIC ）を導入したシステムである。 
 本研究では、任意の目標値信号 r に対して、一定振幅・離散時間パルス入力（DIC ）と
いう時間・空間分解能制約を考慮した離散値入力システムの出力 y が、図 3.1 の参照システ
ムの出力 y*にできるだけ等しくなるような制御設計を与える。次に提案する変換器につい
て説明する。 
 提案する一定振幅・離散時間パルス入力手法（DIC ）の概念図を図 3.3 に示す。本手法













































 図 3.3 のような制御入力が与えられたとき、まず初めに設定した最大制御入力値 umaxを
1/2n ごとに分割・判別する。そして次に判別された値ごとにそれぞれ(3.1)式に示したよう
にパルス入力の時間間隔 Tpを決定する。ここで Tpminは Tpの最小値であり、ハードウェア
等の制約から決まる値である。 
 
Tp＝Tpmin      、if umax / 2 ＜ u(t) ≦ umax 
Tp＝2×Tpmin     、if umax / 4 ＜ u(t) ≦ umax / 2 
Tp＝4×Tpmin     、if umax / 8 ＜ u(t) ≦ umax / 4 











3.1.2 DIC の実装 
 
 本節では 3.1.1 節で述べた一定振幅・離散時間パルス入力手法（DIC ）を位置制御に適
用した原理を MATLAB でのシミュレーション及び、VisualC++による実行プログラムを使
った実験検証するための構築方法について述べる。 
 図 3.4 は MATLAB でシミュレーションする際の 25分割での DIC の設計について示した




 S-function への入力は 18、出力は 2 つある。入力の１つ目は制御器からの制御入力 u(t)、
２つ目はパルスジェネレータの出力、３つ目の入力は S-function の出力 ud(t)の 1 つ前の出
力 ud(t -1)、４つ目の入力以降は３つ目と同様にそれぞれ 1 つ前の出力を S-function の入力
としている。2.2.2 節と同様に、パルスジェネレータから出力されるパルス間隔を観測間隔
Tmの代わりに使用している。 




































































































3.2 圧電リニアアクチュエータ( SPIDER )駆動 
精密ステ－ジシステム 
 
3.2.1  SPIDER駆動ステージの概要 
 
 本研究に用いた実験装置の構成図を図 3.5 に示す。ホスト PC から送られた入力指令は
PCIスロットに装着したパラレル IOカードを利用して、サーボインターフェスユニット（モ
ーションコントローラ）、アンプを通して SPIDER に送信される。ここのアンプにおいて入
力指令電圧は 130/10 倍（以下 13 倍）されて送られる。また、エンコーダ及びリミットセ
ンサよりステージの位置情報ストロークリミット情報が読み込まれ、ホスト PC に送られる。
ホスト PC には OS として Windows98 を搭載した PC を用い、VisualC++により実行プログ
ラムを作成している。I/F カードには Interface Corporation 製 16/16bitI/O PCI ボード
PCI-2735 を使用している。圧電素子を使用しているアクチュエータを含むステージシステ
ムは熊本テクノロジー、太平洋セメント社らの共同研究により開発された。 




1kHz～60kHz まで設定変更が可能であり、ステージストロークは 4 インチウェハ対応の約
100mm となっている。ステージの仕様を表 3.1 に示し、また圧電素子の性能表を表 3.2 に
示す。また、圧電素子の静的な発生力は最大伸縮素子発生力 660N（４脚同時）となる。予
圧力が 50N、摺動面の摩擦力が 15N であることから足の運動に十分な駆動力が得られてい
る。また、ガイドプレートの平均表面粗さが約 0.2μm であることから、伸縮方向に 39V
のオフセット電圧を印加することで表面粗さの影響を軽減している。 







































































図 3.9 には、アクチュエータが v=rωで円運動している様子を示しておく。 
 次に、圧電素子を利用した SPIDER の 1 脚分および、その円運動の動作ループを図 3.10

























































































3.3.1 空間分解能 10 等分割での DIC シミュレーション 
 
 本節では、SPIDER駆動精密ステージの位置決め制御系に一定振幅・離散パルス入力手法
（DIC ）を適用させ、参照システムのみと DIC を付加したときの制御入力と検出出力（位
置）についてシミュレーションによる比較・検討する。 





 シミュレーション条件としては、制御帯域ωc＝100 Hz、観測周期 Tm を 5 ms、入力パル
ス時間間隔 Tpminの最小値を観測周期 Tm の 10 分の 1、そして最大制御入力値 umaxを 10 と
した。また、DIC からの出力は 3、0、-3 の 3 値とした。 
 ここでは、DIC の位置制御への有効性を示すことに着目し、まずは最大制御入力値 umax
を 10 等分に分割し適用を行った。目標値 r =0.05 mm に対する時間応答波形及び、制御入
力の応答についてのシミュレーション結果を図 3.12 に示す。また、そのときの参照システ
ム及び、提案手法両方のオーバーシュートと整定時間を表 3.3 に示す。 
 
表 3.3：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 5.1 0.005 




















































































































図 3.12：シミュレーション結果（DIC 10 等分割） 
 30 






























































 3.1.1 節の原理で述べた(3.1)式を例にすると、図 3.13 の振動の原因としては制御入力が 0
のときパルスを出力しないという判定にならず、制御入力の判定が 0 ＜ u(t) ≦ umax / 8
のときを繰り返してしまっていることが原因である。そこで制御入力を 0 にする条件とし




 図 3.14 は定常時の振動を考慮した DIC のシミュレーションの結果である。図中には参照
システムの連続時間制御による応答波形も重ねて示す。尚、使用する制御対象のモデルや
シミュレーション条件は 3.3.1 節と同様である。 




















































































































図 3.14：振動を考慮したシミュレーション結果（DIC 10等分割） 
 
 33 
3.3.3 空間分解能 2ｎ分割での DIC シミュレーション 
 
 前節までは、振幅条件を 10 等分割にした場合での提案手法の有効性を確認してきたが、
本節では、固定小数演算を考慮し、提案手法を振幅条件 2n 分割で実現し、参照システムの
みのときと制御入力と検出出力（位置）についてシミュレーションによる比較・検討する。 
 制御対象のモデルは、実機である SPIDER駆動精密ステージを考慮し、3.3.1 節の(3.2)式
の 2 次系モデルを使用する。 
 シミュレーション条件としては、制御帯域ωc＝100 Hz、観測周期 Tm を 8 ms、入力パル
ス時間間隔の最小値 Tpminを 0.5 ms、最大制御入力値 umaxを 10、分割条件は 25とした。
また、DIC からの出力は 3、0、-3 の 3 値とした。そして、ここでは前節で述べた目標値付
近での振動を考慮した提案手法を用いる。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についてのシミュレーシ
ョン結果を図 3.15 に示す。また、そのときの参照システム及び、提案手法両方のオーバー
シュートと整定時間を表 3.4 に示す。 
 
表 3.4：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 5.1 0.005 







































































































































































 次に、3.3.2 節で示した空間分解能が 10 等分割での提案手法と、本節で示した空間分解
能が 25 分割での提案手法それぞれの制御入力と検出出力（位置）について比較したものを
































図 3.16：空間分解能 10 等分割と 25分割の比較 
 























































































































め制御、破線が振幅条件 10 等分割のときの DIC を用いた位置決め制御、そして実線が振






 Overshoot[%] Setting time[s] 
continuous 5.1 0.005 
DIC10 等分割 0.3 0.02 
DIC25分割 0.3 0.02 
 
 
 表 3.5 をみると、提案手法の振幅条件が 10 等分割のときと、25分割のときとでオーバー















































 実際に SPIDER 駆動精密ステージを用い PID制御（制御帯域幅 50 Hz、サンプリング時間
0.5 ms、計測分解能 100 nm）により位置決め制御実験を行った時のスティックスリップ現
象発生時の制御入力及び位置出力波形を図 3.18 に示す。 





































































































































































 前節で述べたようなスティックスリップ現象を防ぎ、 整定時間の短縮を図るため、 PID
制御系に bang-bang 制御に基づく摩擦補償法を導入した。bang-bang制御とは、 ステージが
摩擦の影響によって静止してしまった際、 事前に同定した静止摩擦力相当の補償電圧 { Fsp, 
Fsn} をフィードフォワード的に加えることで摩擦によるステージの静止を防ぐというもの
である。ここで Fsp は正方向補償電圧、Fsn は負方向補償電圧である。bang-bang 制御つき
制御系のブロック図を図 3.19 に示す。 
 bang-bang 制御を用いて目標値 0.05ｍｍのステップ位置指令を加えた時の実験結果を図
3.20 に示す。図でわかるように bang-bang 制御により補償電圧が制御入力に加算されること
によりステージが動きだすため、PID制御のみの場合と比べて目標値への追従が若干早くな
っていることが確認できる。 































































































































（a）Position            （b）Control Input 


















































を課し行う。また、実験は VisualC++の MFC によるダイアログベースの実行プログラムに
より動作させる。実験用に作成したダイアログを図 3.22 に示す。図 3.22 のダイアログは、











・振幅条件 10 等分割での提案手法 
 まずは、3.3.2 節で述べた振幅条件を 10 等分割にした提案手法について実験検証する。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についての実験結果を図
3.23 に示す。また、そのときの参照システム及び、提案手法両方のオーバーシュートと整
定時間を表 3.6 に示す。実験条件は、3.3.2 節のシミュレーション条件と同様である。 
 
表 3.6：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 2.6 0.009 
DIC10 等分割 20.4 0.113 
 
 



































































































































 次に、3.3.3 節で述べた振幅条件を 25分割にした提案手法について実験検証する。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についての実験結果を図
3.24 に示す。また、そのときの参照システム及び、提案手法両方のオーバーシュートと整
定時間を表 3.7 に示す。実験条件は、3.3.3 節のシミュレーション条件と同様である。 
 
表 3.7：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 2.6 0.009 
DIC25等分割 14.6 0.066 
 
 














































































































































































・振幅条件 10 等分割と 25分割の比較 
 最後に 3.3.3 節でも述べた振幅条件を 10 等分割にしたときと、25分割にしたときの提案
手法についての実験結果について比較検証する。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についての実験結果を図
3.25 に示す。また、そのときの参照システム及び、提案手法両方のオーバーシュートと整




 Overshoot[%] Setting time[s] 
continuous 2.6 0.009 
DIC10 等分割 20.4 0.113 
DIC25分割 14.6 0.066 
 
 

















































図 3.25：空間分解能 10 等分割と 25分割の比較 
 













































































































































 図 3.26 にフィードバック変調器ΣFBMのブロック図を示す。 
 図中の S/H（Sampler&Holder）はアクチュエータの時間分解能制約を表現するブロック、




























































 ここで制御対象のモデルは 3.3.1節と同様に、実機である SPIDER 駆動精密ステージをシ
ステム同定することにより得た(3.2)式の 2次系モデルを使用する。 
 シミュレーション条件としては、提案手法は 3.3.2 節、3.3.3 節の制御帯域をωc＝10 Hz
とした以外同様である。一方、フィードバック変調器ΣFBMが制御帯域ωc＝10 Hz、切り替え
時間を 5 ms とした。また、DIC との比較のため制御入力は 3、0、-3 の 3 値になるように
決めた。 
 目標値 r =0.5 mm に対する時間応答波形及び、制御入力の応答についてのシミュレーシ
ョン結果を図 3.28 に示す。また、そのときの参照システム及び、提案手法、フィードバッ
ク変調器ΣFBMそれぞれのオーバーシュートと整定時間を表 3.9 に示す。 
 
表 3.9：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 0.12 0.037 
DIC10 等分割 10.1 0.041 
DIC25分割 0.0 0.080 
ΣFBM 32.2 0.156 
 
 図 3.28、表 3.9 より、制御帯域が 10Hz と低域の場合ではフィードバック変調器、提案
手法共に位置決め制御が可能なことが確認できる。そして、提案手法に比べフィードバッ
ク変調器ではオーバーシュートが大きく、整定時間も遅れることが確認できた。 
 また、振幅条件 10 等分割と 25分割の提案手法を比較したとき、振幅条件が 10 等分割の
ときの方はオーバーシュートが大きいが、位置決めに掛かるまでの時間が約 2 倍早いとい
う結果になっている。これは振幅条件 10 等分割の方が、パルスの幅を決定する観測周期






























































































































































 次に、制御帯域をωc＝100 Hz と広帯域に設計しシミュレーションを行った。 
 シミュレーション条件としては、提案手法は 3.3.2 節、3.3.3 節と同様である。一方、フ
ィードバック変調器ΣFBMが制御帯域ωc＝100 Hz、切り替え時間を 5 ms とした。また、DIC
との比較のため制御入力は 3、0、-3 の 3 値になるように決めた。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についてのシミュレーシ
ョン結果を図 3.29 に示す。また、そのときの参照システム及び、提案手法、フィードバッ
ク変調器ΣFBMそれぞれのオーバーシュートと整定時間を表 3.10 に示す。 
 
表 3.10：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 5.1 0.005 
DIC10 等分割 0.3 0.02 
DIC25分割 0.3 0.02 




め制御、破線が振幅条件 10 等分割のときの DIC を用いた位置決め制御、太い実線が振幅
条件 25分割のときの DIC を用いた位置決め制御、そして細い実線がフィードバック変調器
を用いた位置決め制御の応答である。図中より、フィードバック変調器が位置決め制御で
きていないことが確認できるが、これはフィードバック変調器を提案手法と比較するため、











































図 3.29：シミュレーション結果（DIC とΣFBMの比較） 
 




























































































































 目標値 r =0.5 mm に対する時間応答波形及び、制御入力の応答についての実験結果を図
3.30 に示す。また、そのときの参照システム及び、提案手法、フィードバック変調器ΣFBM




 Overshoot[%] Setting time[s] 
continuous 0.18 0.050 
DIC10 等分割 32.46 0.379 
DIC25分割 12.44 0.356 
ΣFBM 757 × 
 
 














































図 3.30：制御帯域ωc＝10 Hzの実験結果（DIC とΣFBMの比較） 
 


























































































































































第四章 DVFC 構造での 
高次振動モードの減衰手法 
 
4.1 ２次モードを考慮した DVFC ゲイン設計法 
 
 2 次モード以上を有するプラントでは、直接フィードバック制御（DVFC：Direct Velocity 
Feedback Control ）を追加すると 2 つの共振周波数が変化するという問題がある。本節で
は、この問題に対し、共振周波数が変化しない DVFC ゲインの設計について提案する。 
 まず初めに、1 次モードのみのプラントのときの DVFC ゲインと共振周波数の関係につ
いて述べる。図 4.1は 1次モードのみのプラントに対してDVFC補償を行ったものである。
ここで Kvは DVFC のゲインである。以下で 1 次モード時の共振周波数と DVFC ゲインの
関係について式の変換を用いて述べる。 

























































































121212 4 ωωζζωω ++=a
22113 22 ζωζω +=a
ここで、(4.2)式の分母で s の 1 次の係数を以下のように定義する。 
 
f (Kv )≡ KK v *2 +ζω  
 




 次に、2 次モード以上を有するプラントのときの DVFC ゲインと共振周波数の関係につ
いて述べる。図 4.2は 2次モードのときのプラントに対してDVFCを追加したものである。
以下で 1 次モードのときと同様に、2 次モード時の共振周波数と DVFC ゲインの関係につ
いて式変換を用いて述べる。 









































































121212 ''''''4' ωωζζωω ++=a























 (4.5)式を見てみると、DVFC ゲイン Kvは分母の第 3 項にしか関わってこないことがわか
る。このため、1 次モードのみの場合とときと違い、2 次モードでは DVFC ゲインだけで 2








ここで 3210 ,,, aaaa は 4.6 式と同様である。(4.8)式より、3 つの DVFC ゲインが減衰率に関
する係数に現れることがわかる。 





















 DVFC ゲイン Kvを(4.7)式のようにすることにより、2 次モード時でも DVFC ゲイン Kv
を変化させるとプラントの減衰率を変化させることが可能になる。 





















 (4.12)式は分母に(1+T1s)(1+T2s)という項をつけることにより、(4.7)式を proper にしたも









 本節では、前節で述べた(4.12)式の DVFC ゲインを用いて 2 次モードを考慮した DVFC
についてシミュレーションを行う。 
 プラントは(4.4)式の共振周波数ω1=10 Hz、ω2=20 Hz、減衰率ζ1=0.002、ζ2=0.001、K =1
としたものを用い、DVFC ゲインは(4.12)式で K1＝0.1、K2＝0.0056、K3＝16 とし、T1、
T2の値はそれぞれ 0.001 とした。図 4.3 にゲインのボード線図を示す。 
 図4.3より、点線のプラントのみの場合ではω1=10 Hz、ω2=20 Hzで共振特性が見られる。






























































 最後に、２次モードの共振周波数があるときの DVFC を用いた減衰手法について、減衰
率を決める１つの DVFC ゲインの設計方法について述べ、シミュレーションを行った。 
 今後の課題としては、本論文で提案した一定振幅かつ離散値信号に変換する変換器
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 これは VisualC++の MFC によるダイアログベースの実行プログラムのプロジェクトフ
ォルダである。このプログラムでは、振幅条件 25分割の DIC やフィードバック変調器を用







#define S_FUNCTION_LEVEL 2 




real64_T Output_Value1;/* 出力*/ 
real64_T Output_Value2;/* 出力*/ 
real64_T Tmp; //観測信号パルス用 
real64_T vt; //速度信号 
real64_T Tp_p; 
























static void mdlInitializeSizes(SimStruct *S) 
{ 
    /* See sfuntmpl.doc for more details on the macros below */ 
 
    ssSetNumSFcnParams(S, 0);  /* Number of expected parameters */ 
    if (ssGetNumSFcnParams(S) != ssGetSFcnParamsCount(S)) { 
        /* Return if number of expected != number of actual parameters */ 
        return; 
    } 
 
    ssSetNumContStates(S, 0); 
    ssSetNumDiscStates(S, 0); 
 
    if (!ssSetNumInputPorts(S, 1)) return; 
    ssSetInputPortWidth(S, 0, 18);//入力 
    ssSetInputPortDirectFeedThrough(S, 0, 1); 
 
    if (!ssSetNumOutputPorts(S, 1)) return; 
    ssSetOutputPortWidth(S, 0, 2);//出力 
 
    ssSetNumSampleTimes(S, 1); 
    ssSetNumRWork(S, 0); 
    ssSetNumIWork(S, 0); 
    ssSetNumPWork(S, 0); 
    ssSetNumModes(S, 0); 
    ssSetNumNonsampledZCs(S, 0); 
 










static void mdlInitializeConditions(SimStruct *S) 
{ 
      /* 初期値を与える*/ 
   Output_Value1=0; 
   Output_Value2=0; 
 
   ut_p=0; //分割 
   ut_p2=0; 
   ut_p3=0; 
   ut_p4=0; 
   ut_p5=0; 
   ut_p6=0; 
   ut_p7=0; 
   ut_p8=0; 
   ut_p9=0; 
   ut_p10=0; 
   ut_p11=0; 
   ut_p12=0; 
   ut_p13=0; 
   ut_p14=0; 
   ut_p15=0; 
 
   Tmp1count=0; 
   Tmp0count=0; 
   Dic_count=0; 




static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
 double vm=0.88; 
 real64_T ut; 
 real64_T vt_sgn; 
 
 70 
  /* INPUT Value */ 
    vt  = *uPtrs[0]; 
    Tmp  = *uPtrs[1]; 
 Tp_p = *uPtrs[2]; 
 ut_p = *uPtrs[3]; 
 ut_p2 = *uPtrs[4]; 
 
 ut_p3 = *uPtrs[5]; 
 ut_p4 = *uPtrs[6]; 
 ut_p5 = *uPtrs[7]; 
 ut_p6 = *uPtrs[8]; 
 ut_p7 = *uPtrs[9]; 
 ut_p8 = *uPtrs[10]; 
 ut_p9 = *uPtrs[11]; 
 ut_p10 = *uPtrs[12]; 
 ut_p11 = *uPtrs[13]; 
 ut_p12 = *uPtrs[14]; 
 ut_p13 = *uPtrs[15]; 
 ut_p14 = *uPtrs[16]; 
 ut_p15 = *uPtrs[17]; 
 
     //演算 
 //速度信号判別しTpを決定 
 if(vt>0){ 
  if(Tmp == 1) 
  { 
   if(vt>vm){ 
    Tp=1; 
   }else if(vt>vm*1/2 && vt<=vm){ 
    Tp=1; 
   }else if(vt>vm*1/4 && vt<=vm*1/2){ 
    Tp=2; 
   }else if(vt>vm*1/8 && vt<=vm*1/4){ 
    Tp=3; 
   }else if(vt>vm*1/16 && vt<=vm*1/8){ 
    Tp=4; 
 71 
   }else if(vt>vm*1/32 && vt<=vm*1/16){ 
    Tp=5; 
   }else if(vt<=vm*1/32){ 
    Tp=6; 
   } 
  }else if(Tmp==0){ 
   Tp =Tp_p; 
  } 
 }else if(vt<0){ 
  if(Tmp == 1) 
  { 
   if(vt<-vm){ 
    Tp=1; 
   }else if(vt<-vm*1/2 && vt>=-vm){ 
    Tp=1; 
   }else if(vt<-vm*1/4 && vt>=-vm*1/2){ 
    Tp=2; 
   }else if(vt<-vm*1/8 && vt>=-vm*1/4){ 
    Tp=3; 
   }else if(vt<-vm*1/16 && vt>=-vm*1/8){ 
    Tp=4; 
   }else if(vt<-vm*1/32 && vt>=-vm*1/16){ 
    Tp=5; 
   }else if(vt>=-vm*1/32){ 
    Tp=6; 
   } 
  }else if(Tmp==0){ 
   Tp =Tp_p; 





  if(Tp==1){ 
   ut=1; 
  }else if(Tp==2){ 
 72 
   if(ut_p==0){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==3){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==4){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==5){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)&&(ut_p8 == 0)&&(ut_p9 == 0)&&(ut_p10 == 
0)&&(ut_p11 == 0)&&(ut_p12 == 0)&&(ut_p13 == 0)&&(ut_p14 == 0)&&(ut_p15 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==6){ 
   ut=0; 
  }else{ 
   ut=0; 




  if(Tp==1){ 
   ut=1; 
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  }else if(Tp==2){ 
   if(ut_p==0){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==3){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==4){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==5){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)&&(ut_p8 == 0)&&(ut_p9 == 0)&&(ut_p10 == 
0)&&(ut_p11 == 0)&&(ut_p12 == 0)&&(ut_p13 == 0)&&(ut_p14 == 0)&&(ut_p15 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==6){ 
   ut=0; 
  }else{ 
   ut=0; 






  Dic_count++; 
  if(Dic_count>=200){ 
   INPOS=1; 
  } 
 }else{ 
  Dic_count=0; 








  vt_sgn=1; 
 }else if(vt<0){ 





/***  Sファンクション出力***********************************************************/ 









#define S_FUNCTION_LEVEL 2 




real64_T Output_Value1;/* 出力*/ 
real64_T Output_Value2;/* 出力*/ 
real64_T Tmp; //観測信号パルス用 
real64_T vt; //速度信号 
real64_T Tp_p; 
























static void mdlInitializeSizes(SimStruct *S) 
{ 
    /* See sfuntmpl.doc for more details on the macros below */ 
 
    ssSetNumSFcnParams(S, 0);  /* Number of expected parameters */ 
    if (ssGetNumSFcnParams(S) != ssGetSFcnParamsCount(S)) { 
        /* Return if number of expected != number of actual parameters */ 
        return; 
    } 
 
    ssSetNumContStates(S, 0); 
    ssSetNumDiscStates(S, 0); 
 
    if (!ssSetNumInputPorts(S, 1)) return; 
    ssSetInputPortWidth(S, 0, 18);//入力 
    ssSetInputPortDirectFeedThrough(S, 0, 1); 
 
    if (!ssSetNumOutputPorts(S, 1)) return; 
    ssSetOutputPortWidth(S, 0, 2);//出力 
 
    ssSetNumSampleTimes(S, 1); 
    ssSetNumRWork(S, 0); 
    ssSetNumIWork(S, 0); 
    ssSetNumPWork(S, 0); 
    ssSetNumModes(S, 0); 
    ssSetNumNonsampledZCs(S, 0); 
 










static void mdlInitializeConditions(SimStruct *S) 
  { 
      /* 初期値を与える*/ 
   Output_Value1=0; 
   Output_Value2=0; 
   ut_p=0; //分割 
   ut_p2=0; 
   ut_p3=0; 
   ut_p4=0; 
   ut_p5=0; 
   ut_p6=0; 
   ut_p7=0; 
   ut_p8=0; 
   ut_p9=0; 
   ut_p10=0; 
   ut_p11=0; 
   ut_p12=0; 
   ut_p13=0; 
   ut_p14=0; 
   ut_p15=0; 
   Tmp1count=0; 
   Tmp0count=0; 
   Dic_count=0; 
   INPOS=0; 
  } 
 
◇DIC 演算用関数 
static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
 double vm=10.0; 
 real64_T ut; 
 real64_T vt_sgn; 
  /* INPUT Value */ 
      vt  = *uPtrs[0]; 
      Tmp  = *uPtrs[1]; 
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 Tp_p = *uPtrs[2]; 
 ut_p = *uPtrs[3]; 
 ut_p2 = *uPtrs[4]; 
 ut_p3 = *uPtrs[5]; 
 ut_p4 = *uPtrs[6]; 
 ut_p5 = *uPtrs[7]; 
 ut_p6 = *uPtrs[8]; 
 ut_p7 = *uPtrs[9]; 
 ut_p8 = *uPtrs[10]; 
 ut_p9 = *uPtrs[11]; 
 ut_p10 = *uPtrs[12]; 
 ut_p11 = *uPtrs[13]; 
 ut_p12 = *uPtrs[14]; 
 ut_p13 = *uPtrs[15]; 
 ut_p14 = *uPtrs[16]; 




  if(Tmp == 1) 
  { 
   if(vt>vm){ 
    Tp=1; 
   }else if(vt>vm*1/2 && vt<=vm){ 
    Tp=1; 
   }else if(vt>vm*1/4 && vt<=vm*1/2){ 
    Tp=2; 
   }else if(vt>vm*1/8 && vt<=vm*1/4){ 
    Tp=3; 
   }else if(vt>vm*1/16 && vt<=vm*1/8){ 
    Tp=4; 
   }else if(vt>vm*1/32 && vt<=vm*1/16){ 
    Tp=5; 
   }else if(vt<=vm*1/32){ 
    Tp=6; 
   } 
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  }else if(Tmp==0){ 
   Tp =Tp_p; 
  } 
 }else if(vt<0){ 
  if(Tmp == 1) 
  { 
   if(vt<-vm){ 
    Tp=1; 
   }else if(vt<-vm*1/2 && vt>=-vm){ 
    Tp=1; 
   }else if(vt<-vm*1/4 && vt>=-vm*1/2){ 
    Tp=2; 
   }else if(vt<-vm*1/8 && vt>=-vm*1/4){ 
    Tp=3; 
   }else if(vt<-vm*1/16 && vt>=-vm*1/8){ 
    Tp=4; 
   }else if(vt<-vm*1/32 && vt>=-vm*1/16){ 
    Tp=5; 
   }else if(vt>=-vm*1/32){ 
    Tp=6; 
   } 
  }else if(Tmp==0){ 
   Tp =Tp_p; 





  if(Tp==1){ 
   ut=1; 
  }else if(Tp==2){ 
   if(ut_p==0){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
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  }else if(Tp==3){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==4){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==5){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)&&(ut_p8 == 0)&&(ut_p9 == 0)&&(ut_p10 == 
0)&&(ut_p11 == 0)&&(ut_p12 == 0)&&(ut_p13 == 0)&&(ut_p14 == 0)&&(ut_p15 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==6){ 
   ut=0; 
  }else{ 
   ut=0; 




  if(Tp==1){ 
   ut=1; 
  }else if(Tp==2){ 
   if(ut_p==0){ 
    ut=1; 
   }else{ 
    ut=0; 
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   } 
  }else if(Tp==3){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==4){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==5){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)&&(ut_p8 == 0)&&(ut_p9 == 0)&&(ut_p10 == 
0)&&(ut_p11 == 0)&&(ut_p12 == 0)&&(ut_p13 == 0)&&(ut_p14 == 0)&&(ut_p15 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==6){ 
   ut=0; 
  }else{ 
   ut=0; 





  Dic_count++; 
  if(Dic_count>=200){ 
   INPOS=1; 
  } 
 }else{ 
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  Dic_count=0; 








  vt_sgn=1; 
 }else if(vt<0){ 





/***  Sファンクション出力***********************************************************/ 










 // "バージョン情報..." メニュー項目をシステムメニューへ追加します。 
 // IDM_ABOUTBOX はコマンドメニューの範囲でなければなりません。 
 ASSERT((IDM_ABOUTBOX & 0xFFF0) == IDM_ABOUTBOX); 
 ASSERT(IDM_ABOUTBOX < 0xF000); 
 
 CMenu* pSysMenu = GetSystemMenu(FALSE); 
 if (pSysMenu != NULL) 
 { 
  CString strAboutMenu; 
  strAboutMenu.LoadString(IDS_ABOUTBOX); 
  if (!strAboutMenu.IsEmpty()) 
  { 
   pSysMenu->AppendMenu(MF_SEPARATOR); 
   pSysMenu->AppendMenu(MF_STRING, IDM_ABOUTBOX, strAboutMenu); 




 // ウィンドウがダイアログでない時は自動的に設定しません。 
 SetIcon(m_hIcon, TRUE);   // 大きいアイコンを設定 
 SetIcon(m_hIcon, FALSE);  // 小さいアイコンを設定 
 // TODO: 特別な初期化を行う時はこの場所に追加してください。 
//------------スクロールバーの利用------------------- 
 CSliderCtrl* pSlide1=(CSliderCtrl *)GetDlgItem(IDC_SLIDER1); 
 pSlide1->SetRange(-100,100); // Slider_Gain の変化幅50% -> 200% 




//  ↓DICスライダー用追加コード↓ 
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//--------------------------------------------------- 
 CSliderCtrl * Slider2; 










 CButton * radio[2]; 
 radio[0]=(CButton *)GetDlgItem(IDC_RADIO6); 




//  ↑DICスライダー用追加コード↑ 
//---------------------------------------------------- 
//---------------------------------------------------- 
//  ↓ファイル出力選択用追加コード↓ 
//---------------------------------------------------- 
 CButton * radio2[2]; 
 radio2[0]=(CButton *)GetDlgItem(IDC_RADIO8);//Xdata 




//  ↑ファイル出力選択用追加コード↑ 
//---------------------------------------------------- 
//---------------------------------------------------- 
//  ↓bang-bang補償用コード↓ 
//---------------------------------------------------- 
 CButton * BBradio[2]; 
 BBradio[0]=(CButton *)GetDlgItem(IDC_RADIO10);//ON 
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//  ↑bang-bang補償用コード↑ 
//---------------------------------------------------- 
//---------------------------------------------------- 
//  ↓FBM用コード↓ 
//---------------------------------------------------- 
 CButton * radio3[2]; 
 radio3[0]=(CButton *)GetDlgItem(IDC_RADIO12);//ON 





 CSliderCtrl *Slider; 








//  ↑FBM用コード↑ 
//---------------------------------------------------- 









 char szName[32]; 
 char szTemp[32]; 
 int bits; 
 int nRet; 
 int count; 
 int loopd; 
 int posy, staty; 
 int started =0; 
 float enc_posy, pos_refy, vel_refy, u_floaty, u_float_iny , vel_float_tustiny, 
vel_float_zohy; 
 float u_float1y, u_float2y, u_1_maxy, e_uy, e_newy, e_new_ipy, e_u_ipy; 
 float pos_ref_pasty=0; 
 float vel_floatx; 
 int data_outy; 
 float pos_data_int[1000]; 
 float u_data_int[1000]; 
 
// PID Controller Y-Parameters----------------------------- 
 #define C_LIMIT 10 
 float xk1_py = 0 ; 
 float xk2_py = 0 ; 
 float xk1y, xk2y, u_1y ; 
 //: wc=100 Hz, Ts=0.5ms  
 float ad11y = 0.359398533213 ; 
 float ad12y = 0.000000000000 ; 
 float ad21y = 0.000339849633 ; 
 float ad22y = 1.000000000000 ; 
 float bd11y = 0.679699266607 ; 
 float bd21y = 0.000169924817 ; 
 float cd11y = -479.849812400589 ; 
 float cd12y = 5946.632874442496 ; 





 double u_1x_max=10;//制御入力の最大値設定 
 double u_1y_max=10; 
 int  ut ,ut_y; 




 float u_sp;//bang-bang 









 float xk1_py_fbm = 0 ; 
 float xk2_py_fbm = 0 ; 
 float xk1y_fbm, xk2y_fbm ,Qout=0; 
 float Ur,Us,UL,Ur_p=0; 
 int d=3; 
 
 float ad11y_fbm = 0.814353676232 ; 
 float ad12y_fbm = -18.09674836071 ; 
 float ad21y_fbm = 0.000452418709 ; 
 float ad22y_fbm = 0.995321159839 ; 
 float bd11y_fbm = 0.000452418709 ; 
 float bd21y_fbm = 0.000000116971 ; 
 float cd11y_fbm = 400 ; 
 float cd12y_fbm = 40000 ; 






// Implementation of PID controller 
 u_1y = cd11y*xk1_py + cd12y*xk2_py + dd11y*(pos_refy - enc_posy) ; 
 xk1y = ad11y*xk1_py + ad12y*xk2_py + bd11y*(pos_refy - enc_posy)  ; 
 xk2y = ad21y*xk1_py + ad22y*xk2_py + bd21y*(pos_refy - enc_posy)  ; 
 xk1_py = xk1y ; 
 xk2_py = xk2y ; 
//-------------------------------------------------------------------------------- 
//  ↓bang-bang補償追加↓ 
//-------------------------------------------------------------------------------- 
 CButton *BBradio[2]; 
 BBradio[0]=(CButton *)GetDlgItem(IDC_RADIO10);//ON 
 BBradio[1]=(CButton *)GetDlgItem(IDC_RADIO11);//OFF 
 
 if(BBradio[0]->GetCheck()==1){ 
  if( (vel_float_zohy==0) && ((pos_refy -enc_posy)>0.00005) && 
(pos_refy != 0) ){ 
   u_1y = u_1y + u_sp; 
  }else if( (vel_float_zohy==0) && ((pos_refy -enc_posy)<0.00005) && 
(pos_refy != 0) ){ 
   u_1y = u_1y - u_sn; 
  }else if( (vel_float_zohy==0) && (abs(pos_refy -enc_posy)<=0.00005) && 
(pos_refy != 0) ){ 
   u_1y = 0; 
  } 
 }else if(BBradio[1]->GetCheck()==1){ 
  u_1y=u_1y; 
 } 
//-------------------------------------------------------------------------------- 






 if(u_1y > 0){ 
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  if(Tmp_y==1){ 
   if(u_1y > u_1y_max){ 
    Tp_y=1; 
   }else if(u_1y > u_1y_max / 2 && u_1y <= u_1y_max){ 
    Tp_y=1; 
   }else if(u_1y > u_1y_max / 4 && u_1y <= u_1y_max / 2){ 
    Tp_y=2; 
   }else if(u_1y > u_1y_max / 8 && u_1y <= u_1y_max / 4){ 
    Tp_y=3; 
   }else if(u_1y > u_1y_max / 16 && u_1y <= u_1y_max / 8){ 
    Tp_y=4; 
   }else if(u_1y > u_1y_max / 32 && u_1y <= u_1y_max /16){ 
    Tp_y=5; 
   }else if(u_1y <= u_1y_max /32){ 
    Tp_y=6; 
   } 
  }else if(Tmp_y==0){ 
   Tp_y=Tp_p_y; 
  } 
 }else if(u_1y < 0){ 
  if(Tmp_y==1){ 
   if(u_1y < -u_1y_max){ 
    Tp_y=1; 
   }else if(u_1y < -u_1y_max / 2 && u_1y >= -u_1y_max){ 
    Tp_y=1; 
   }else if(u_1y < -u_1y_max / 4 && u_1y >= -u_1y_max / 2){ 
    Tp_y=2; 
   }else if(u_1y < -u_1y_max / 8 && u_1y >= -u_1y_max / 4){ 
    Tp_y=3; 
   }else if(u_1y < -u_1y_max / 16 && u_1y >= -u_1y_max / 8){ 
    Tp_y=4; 
   }else if(u_1y < -u_1y_max / 32 && u_1y >= -u_1y_max / 16){ 
    Tp_y=5; 
   }else if(u_1y >= -u_1y_max /32){ 
    Tp_y=6; 
   } 
 90 
  }else if(Tmp_y==0){ 
   Tp_y=Tp_p_y; 
  } 
 } 
 //Tpの値からパルス幅決定 
 if(u_1y >0){ 
  if(Tp_y==1){ 
   ut_y=1; 
  }else if(Tp_y==2){ 
   if(u_1y_p == 0){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==3){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==4){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0)&&(u_1y_p4 == 
0)&&(u_1y_p5 == 0)&&(u_1y_p6 == 0)&&(u_1y_p7 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==5){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0)&&(u_1y_p4 == 
0)&&(u_1y_p5 == 0)&&(u_1y_p6 == 0)&&(u_1y_p7 == 0)&&(u_1y_p8 == 0)&&(u_1y_p9 == 
0)&&(u_1y_p10 == 0)&&(u_1y_p11 == 0)&&(u_1y_p12 == 0)&&(u_1y_p13 == 0)&&(u_1y_p14 == 
0)&&(u_1y_p15 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
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  }else if(Tp_y==6){ 
   ut_y=0; 
  }else{ 
   ut_y=0; 
  } 
 } 
 
 if(u_1y <0){ 
  if(Tp_y==1){ 
   ut_y=1; 
  }else if(Tp_y==2){ 
   if(u_1y_p == 0){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==3){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==4){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0)&&(u_1y_p4 == 
0)&&(u_1y_p5 == 0)&&(u_1y_p6 == 0)&&(u_1y_p7 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==5){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0)&&(u_1y_p4 == 
0)&&(u_1y_p5 == 0)&&(u_1y_p6 == 0)&&(u_1y_p7 == 0)&&(u_1y_p8 == 0)&&(u_1y_p9 == 
0)&&(u_1y_p10 == 0)&&(u_1y_p11 == 0)&&(u_1y_p12 == 0)&&(u_1y_p13 == 0)&&(u_1y_p14 == 
0)&&(u_1y_p15 == 0) ){ 
    ut_y=1; 
   }else{ 
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    ut_y=0; 
   } 
  }else if(Tp_y==6){ 
   ut_y=0; 
  }else{ 
   ut_y=0; 
  } 
 } 
//----------------------------------------------------------------------- 




  Dic_count++; 
  if(Dic_count >= 200){ 
   DIC_INPOS=1; 
  } 
 }else{ 
  Dic_count=0; 
  DIC_INPOS=0; 
 } 
 if(DIC_INPOS==1){ 
  ut_y=0; 
 } 
//------------------------------------------------------------------------ 
//  ↑DIC整定後条件↑ 
//------------------------------------------------------------------------ 
 //【符号】 
 if(u_1y >0){ 
  u_1y_sgn=1; 
 }else if(u_1y <0){ 
  u_1y_sgn=-1; 
 } 
//---------------------------- 
 u_1y_p15 = u_1y_p14; 
 u_1y_p14 = u_1y_p13; 
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 u_1y_p13 = u_1y_p12; 
 u_1y_p12 = u_1y_p11; 
 u_1y_p11 = u_1y_p10; 
 u_1y_p10 = u_1y_p9; 
 u_1y_p9 = u_1y_p8; 
 u_1y_p8 = u_1y_p7; 
 u_1y_p7 = u_1y_p6; 
 u_1y_p6 = u_1y_p5; 
 u_1y_p5 = u_1y_p4; 
 u_1y_p4 = u_1y_p3; 
 u_1y_p3 = u_1y_p2; 
 u_1y_p2 = u_1y_p; 
 u_1y_p = ut_y; 
 //---------------------------- 
 //DIC出力 
 CButton * DICradio[2]; 
 DICradio[0]=(CButton *)GetDlgItem(IDC_RADIO6); 
 DICradio[1]=(CButton *)GetDlgItem(IDC_RADIO7); 
 if(DICradio[0]->GetCheck()==1){ 





 //Tm=8ms=16*Tpmin (Tpmin=0.5ms) 
 if(Tm_count_y<16){ 
  Tmp_y=0; 
 }else if(Tm_count_y==16){ 
  Tmp_y=1; 
  Tm_count_y=0; 
 } 
 
 if(nod <4000){ 
  u_1y_Data[nod]=u_1y; 
  Tmp_y_Data[nod]=Tmp_y; 
  Tp_y_Data[nod]=Tp_y; 
 94 












  Us=Ur; 
  Ur_p=Ur; 
  SHcount=0; 
 }else{ 
  Us=Ur_p; 
 } 




  UL=d; 
 }else if(UL<-d){ 
  UL=-d; 
 } 
 // Q(s) 
 Qout = cd11y_fbm*xk1_py_fbm + cd12y_fbm*xk2_py_fbm + dd11y_fbm*(Ur - UL) ; 
 xk1y_fbm = ad11y_fbm*xk1_py_fbm + ad12y_fbm*xk2_py_fbm + bd11y_fbm*(Ur - UL)  ; 
 xk2y_fbm = ad21y_fbm*xk1_py_fbm + ad22y_fbm*xk2_py_fbm + bd21y_fbm*(Ur - UL)  ; 
 xk1_py_fbm = xk1y_fbm ; 
 xk2_py_fbm = xk2y_fbm ; 
 
 CButton * FBMradio[2]; 
 FBMradio[0]=(CButton *)GetDlgItem(IDC_RADIO12); 




  u_1y=FBM_Gain*(UL/d);//FBM出力 
 } 
//------------------------------------------------------------------------------- 
// ↑FBM（Y）追加↑ 
//------------------------------------------------------------------------------- 
 
 
 
 
 
 
