Abstract-Vehicular networks require vehicles to periodically transmit 1-hop broadcast packets in order to detect other vehicles in their local neighborhood. Many vehicular applications depend on the correct reception of these packets that are transmitted on a common control channel. Vehicles will actually be required to simultaneously execute multiple applications. The transmission of the broadcast packets should hence be configured to satisfy the requirements of all applications while controlling the channel load. This can be challenging when vehicles simultaneously run multiple applications, and each application has different requirements that vary with the vehicular context (e.g. speed and density). In this context, this paper proposes and evaluates different techniques to dynamically adapt the rate and power of 1-hop broadcast packets per vehicle in multi-application scenarios. The proposed techniques are designed to satisfy the requirements of multiple simultaneous applications and reduce the channel load. The evaluation shows that the proposed techniques significantly decrease the channel load, and can better satisfy the requirements of multiple applications compared to existing approaches, in particular the Message Handler specified in the SAE J2735 DSRC Message Set Dictionary.
I. INTRODUCTION
Vehicular networks or cooperative ITS systems will enable a wide range of active safety and traffic management applications, e.g. intersection collision warning, forward collision warning or lane change assistance to name a few [1] . These applications require vehicles to periodically broadcast and receive packets with positioning and status information using for example IEEE 802.11p/DSRC [2] or ETSI ITS-G5 [3] at the 5.9GHz band. These packets are known as CAM (Cooperative Awareness Messages) in Europe and BSM (Basic Safety Messages) in the US. CAMs or BSMs will be transmitted on the so-called control channel. The control channel is a reference channel to detect the presence of neighbouring vehicles. Such detection is necessary to execute many vehicular applications. IEEE 802.11p utilizes the Carrier Sense Multiple Access Scheme (CSMA) medium access mechanism and is therefore prone to network instability under high traffic loads. Given the reference nature of the control channel, mechanisms are necessary to control the load on the control channel and ensure the network stability. These mechanisms include, for example, the adaptation of the number of packets transmitted per second by each vehicle and their transmission power [4] .
Cooperative ITS standards define different communication requirements for each vehicular application [5] . These requirements are specified in terms of metrics such as the communication range, packet transmission/reception rate, reliability or transmission/reception latency [5] [6] . Different studies [7] - [10] have shown that these requirements should depend on context factors such as the vehicle's speed, the direction of movement, the driver's reaction time or the position of neighboring vehicles. In addition, vehicles will need to simultaneously run different applications, and each of them could have different requirements. Fig. 1 illustrates an example where a vehicle approaching an intersection needs to simultaneously execute multiple applications due to the presence of different nearby vehicles. The vehicle might be required to transmit 1-hop broadcast packets at high power to satisfy the requirements of the intersection collision warning and left turn assistance applications, and be able to detect potentially colliding vehicles at the intersection (especially under Non-Line-of-Sight conditions). On the other hand, the forward collision warning and lane change assistance applications in the example do not require transmitting 1-hop broadcast packets at high power, but require instead a higher packet rate given the proximity of potentially colliding vehicles. In this case, it is not evident what should be the best configuration of communication parameters, and techniques are necessary to determine under multi-application scenarios how many packets should be transmitted per second, and what should be their power.
Different techniques have been proposed in the literature to dynamically adapt the transmission parameters of 1-hop broadcast packets in order to satisfy the application requirements and control the channel load. However, most proposals do not consider the fact that vehicles will need to simultaneously run multiple applications with different requirements, or do not fully exploit the capacity of IEEE 802.11p to adapt the packet rate and power on a per-packet basis. This paper proposes and evaluates novel techniques to dynamically configure the transmission parameters of 1-hop broadcast packets (packet rate and power) in multi-application scenarios. The goal is to satisfy the requirements of multiple simultaneous applications, and reduce the channel load in order to improve the network stability. 
II. RELATED WORK
Various studies [11] - [13] have individually analyzed the performance of different cooperative vehicular applications, and shown that the communication parameters of vehicles should be carefully configured and adapted, in particular under adverse conditions (e.g. high speed or high channel load). Several techniques have been reported in the literature to dynamically adapt the transmission parameters of CAM/BSM packets. For example, [14] proposes a control algorithm that adapts the packet rate of each vehicle to satisfy the demanded tracking accuracy. To this aim, vehicles continuously estimate the potential tracking error of neighboring vehicles, and the transmission of a new CAM/BSM is only triggered when a certain error threshold is surpassed. [15] proposes an algorithm to adapt the communication parameters of each vehicle taking into account their application requirements and the channel load on the control channel. The authors propose in [16] an opportunistic scheme that adapts the rate and power of CAMs/BSMs based on the distance of vehicles to critical safety areas such as intersections. Similarly, the work in [17] proposes to adapt the rate of CAMs/BSMs at intersections based on the intersection's collision probability, which is estimated using received CAMs/BSMs. The work in [18] proposes an algorithm to adapt the CAM/BSM rate and power taking into account application and network level performance metrics. To do so, vehicles share their maximum tolerable time between periodic packets as well as the channel load. The study in [19] formulates the problem of adapting each vehicle's communication parameters as a network utility maximization problem. The utility of a network link depends on the expected packet delay and the vehicles' driving context. [19] defines as driving context the distance between vehicles and the relative speed, and demonstrates that their technique can prioritize transmissions from safety-critical vehicles.
To the authors' knowledge, the only study that considers scenarios where vehicles simultaneously run multiple applications was presented in [20] . It proposes a Message Dispatcher that avoids unnecessarily duplicating BSMs when different safety applications simultaneously run in a vehicle. If different applications require the transmission of the same Data Elements (DE) but with diverse transmission frequencies, the Message Dispatcher generates the lowest number of packets (with minimum possible number of DEs) required to satisfy the packet rate requirements of all the applications. The Message Dispatcher concept was renamed as Message Handler (MH), and became an integral part of the SAE (Society of Automotive Engineers) J2735 DSRC Message Set Dictionary standard. It assumes that applications can require a different rate of BSMs, but does not consider the fact that each application could also require a different communication range. The solution defined in SAE J2735 focuses on adapting the rate of BSMs, but does not consider other application requirements (in particular the communication range) and does not exploit the flexibility offered by IEEE 802.11p to dynamically adapt other parameters such as the transmission power. By contrast, this paper proposes two techniques that exploit this flexibility to dynamically modify the transmission parameters in scenarios where vehicles simultaneously run multiple applications, and these applications have different requirements.
III. PROBLEM DEFINITION
This study considers a scenario where each vehicle can simultaneously execute several applications. Each application has a set of requirements that need to be satisfied. It is then necessary to identify how many packets should be transmitted per second and their transmission power, so that the requirements of all the applications are efficiently and reliably satisfied. Different packets could be transmitted at different transmission power levels. This study considers as application requirements the communication range (CR) and the packet reception rate (R) or number of packets that need to be correctly received per second. These two requirements have been selected given their demonstrated relevance for safety applications [7] and their inclusion in cooperative ITS standards [5] . An application with requirements [CR, R] requires that at least R packets are received per second at distances equal and lower than CR. Each vehicle runs simultaneously NA applications, and each application j has its own communication range (CR j ) and packet reception rate (R j ) requirements (1jN A ). These requirements can be changed with the context conditions. The objective of the proposed techniques is to dynamically configure the transmission parameters (packet rate or number of packets transmitted per second, and their transmission power level) in order to satisfy the application requirements and reduce the channel load. Lower channel load levels are important to avoid packet collisions and the saturation of the channel. Both effects have a very negative impact on the packet reception, and hence on the possibility to satisfy the application requirements [4] .
The proposed techniques differ on how to achieve the described objectives. The first technique is referred to as MERLIN (optiMum powER and packet rate controL for multIple applicatioNs). MERLIN jointly considers the requirements of all the applications, and defines an optimization problem to find how many packets should be transmitted per second, and what their power level should be, in order to satisfy the requirements of all the applications and minimize the channel load. The problem is formulated as a constrained nonlinear optimization problem that is solved using the SQP (Sequential Quadratic Programming) method. MERLIN can produce optimum solutions at the expense of increasing the computational complexity and cost. The second technique is referred to as PRESTO (PoweR and mESsage raTe cOntrol for multiple applications). PRESTO has been designed to reduce the computational complexity and cost while trying to approximate the optimal solution. To this aim, PRESTO reduces the number of possible packet rates and transmission power levels, and searches for solutions to the optimization problem individually for each application. PRESTO then combines the solutions found for each application in order to identify how many packets should be transmitted per second, and what their transmission power should be to satisfy the requirements of all the applications. 
that minimize the channel load generated while satisfying the applications requirements. T i denotes the number of packets per second that will be transmitted with the transmission power Pi with 1iN V , where N v is a parameter that represents the number of possible transmission power values. Each T i can take any value between 0 and Tmax, and each Pi can take any value between P min and P max .
The application requirements represent restrictions to the optimization problem (one restriction per application). The solution of the optimization problem (T  and P  ) must satisfy the requirements of each application, i.e. the number of packets that are received at a distance CR j needs to be equal or higher than the packet reception rate Rj demanded by application j, for 1jNA. To obtain the problem restrictions, we need to model the number of packets that would be received at a given distance as a function of T  and P  . To this aim, we consider that packets are independently received. The number of packets received every second follows a Binomial distribution B(T, ρ), where T is the number of packets transmitted per second, and ρ represents the PDR (Packet Delivery Ratio), i.e. the probability of correctly receiving a packet. If a vehicle transmits T packets per second with a transmission power P, the average number of packets that would be correctly received per second at a distance d is:
where the PDR is a function of the distance d, the transmission power P and the channel load experienced C. (1 ) ( , , , ) 2 4
where z is the 1-α/2 percentile of a standard normal distribution, and ρ=PDR(d,P,C) to simplify the notation. For a given T and ρ, the number of packets correctly received every second will be lower than r(d,P,C,T) with probability α/2. Eq. (2) can be generalized to the case in which a vehicle transmits T i packets per second with a transmission power P i ∀i with 1iN V . In this case, the number of packets that a vehicle at distance d to the transmitter would receive per second can be estimated as:
The application requirements are hence satisfied if the following conditions are met:
Eq. (4) indicates that the lower bound of the number of packets correctly received at distance CR j must be higher or equal than the required packet reception rate R j ∀j and 1jN A . Eq. (4) represents the restrictions to the optimization problem.
b. Objective function and optimization problem
From all possible solutions (T  and P  ) that satisfy the restrictions defined by eq. (4), MERLIN selects the one that minimizes the channel load generated by each vehicle. This load is here computed using the channel occupancy footprint (or footprint) introduced in [22] . This metric was proposed to compare the channel load generated by vehicles using different transmission parameters. The footprint is defined as the total channel resources consumed by the radio of a single vehicle in both time and space. It is calculated as the spatial integral of the channel load contribution of a vehicle [22] :
As shown in (5), the load contribution of a vehicle depends on P and T. As illustrated in Fig. 2 , the same footprint can be generated when transmitting a low number of packets per second at a high transmission power, and when transmitting a higher number of packets per second but at a lower power.
The load contributed at a distance d by a vehicle transmitting T packets per second at power P can be computed as:
where t pkt represents the packet duration (in seconds) and PSR(d,P) represents the Packet Sensing Ratio of a vehicle at distance d from the transmitter that uses a transmission power P. The PSR is the probability of sensing (or detecting) a packet. Following [22] , the PSR can be computed as the probability that a particular transmission is received by a node with a signal level higher than the carrier sense threshold, CS Th . CS Th is the minimum received signal strength needed to detect a packet and therefore sense the channel as busy. When a vehicle transmits T  packets per second with a transmission power P  , the channel load contribution that it will generate at a distance d can be expressed as:
Eq. (7) adapts the framework defined in [22] to multiapplication scenarios, and considers the case in which vehicles can transmit packets with different power levels and packet rates. This is relevant when vehicles simultaneously run multiple applications, and each application has distinct requirements. It should be noted that we have developed our own models to calculate the footprint considering the WINNER+B1 propagation model. In particular, we have used our own PSR curves obtained by simulation. The footprint of a vehicle can be expressed as the spatial integral of the load it generates:
Finally, the problem can be formulated as a constrained nonlinear optimization problem for a given channel load experienced C as: . .:
The objective function and the problem restrictions are nonlinear equations. There are different methods to solve nonlinear constrained optimization problems. In this study, we have utilized the SQP method given its effectiveness and suitability for both small and large problems [23] .
V. PRESTO PROPOSAL
Solving the optimization problem identified in eq. (10) can result in computation times not acceptable for real-time systems, even when utilizing the SQP method. Vehicular networks require the ability to frequently and rapidly change the transmission parameters based on the application requirements and the context conditions. The proposal PRESTO has been designed with the objective to reduce the computation times while approximating the optimal solution. To this aim, PRESTO: 1) reduces the search space (i.e. the number of possible packet rates and transmission power levels); 2) identifies for each application individually the transmission parameters (packet rate and transmission power level) that satisfy the application requirements and minimize the channel load; and 3) combines the transmission parameters identified for each application to find a set of transmission parameters that satisfies the requirements of all applications.
PRESTO reduces the search space by configuring all the packets that are transmitted by a given application with the same transmission power level. In particular, PRESTO searches for each application for the optimum T  and P  considering that NV is equal to 1, i.e. vectors T  and P  are reduced to scalar variables T and P. The objective is to minimize the channel load and satisfy the requirements of each application individually. PRESTO reduces further the search space by discretizing the possible values of T and P. In particular, PRESTO reduces the search space for each application to a set of discrete T values between 0 and Tmax with a transmission rate resolution of ∆T, and a set of discrete P values between Pmin and Pmax with a power resolution of ∆P. The number of discrete T values is equal to N T =1+T max /∆T, and the number of discrete P values is equal to NP=1+(Pmax-P min )/∆P. Finding the optimum discretized variables T and P is equivalent to finding the optimum integer variables kT and kP in:
The optimization problem solved by PRESTO for each application j is then expressed as follows for a given channel load experienced C:
. .:
The pseudo-code of PRESTO is presented in Algorithm I, and is next explained. PRESTO considerably reduces the size of the search space (i.e. the number of possible combinations of packet rates and transmission power levels) compared to MERLIN. Such reduction is not only due to the discretization of the packet rate and transmission power levels, but also because PRESTO splits the optimization problem into multiple smaller sub-problems (one per application). The search space is equal to NPꞏNT for PRESTO, and equal to for PRESTO. In this context, it is possible for PRESTO to simply search through all possible combinations of P and T (i.e. all combinations of k T and k P ) to find a solution for each application that approximates the optimum one within a reasonable time (lines 1-17 of Algorithm I). For each potential solution (P, T), PRESTO calculates the number of packets that a given vehicle would receive per second at a distance CR j to the transmitter using Eq. (2) (line 5 of Algorithm I). If this number is higher or equal than the application requirement R j , the solution is feasible (i.e. it satisfies the application requirements) and the footprint associated to this solution is computed using Eq. (5-6) (line 7 of Algorithm I). This footprint is compared to the minimum footprint computed for all the previous solutions. If it is smaller, then the solution under evaluation is selected as a possible optimum one (line 10 of Algorithm I). It will be the optimum solution if no other solution in the remaining search space can further reduce the footprint while satisfying the application requirements. and P * 1=Ṗ1, the number of packets transmitted per second using Ṗ j (for j>1) is computed as the difference between Ṫj and the sum of the previously computed T * j if such a difference is higher than zero, or zero otherwise. It is interesting to note that with this process the total number of packets that would be transmitted per second to satisfy all application requirements is T=max(T1, T 2 , …, T NA ). To illustrate the benefits of the proposed combination, let's consider an example with NA=2 applications. Let's suppose that application 1 requires transmitting Ṫ 1 =3 packets per second at Ṗ 1 =15dBm, and application 2 requires transmitting Ṫ2=5 packets per second at Ṗ 2 =10dBm. Transmitting Ṫ 1 +Ṫ 2 =8 packets per second (Ṫ 1 at Ṗ 1 and Ṫ2 at Ṗ2) is unnecessary and inefficient since the requirements of both applications can be satisfied with only 3 packets transmitted per second at 15dBm and Ṫ2-Ṫ1=2 packets transmitted per second at 10dBm (i.e. with only 5 packets per second in total). This is exactly the result of PRESTO's combination process. PRESTO is therefore able to reduce the total number of packets transmitted and the channel load compared to a solution that does not perform any combination.
VI. EVALUATION a. Scenario and settings
The proposed techniques have been evaluated using the network simulator ns2.35. The ns2 simulator models a 5 km straight road with 4 lanes (2 lanes per driving direction) , and takes as input vehicular traces generated with the road traffic Initialize fj to 1000 3.
For each P in Pmin+∆P, Pmin+2ꞏ∆P, …, Pmin+(NP-1)ꞏ∆P do 4.
For each T in ∆T, 2ꞏ∆T, …,(NT-1)ꞏ∆T do 5.
Calculate r(CRj,P,C,T) with equation (2) 6.
If r(CRj,P,C,T) ≥ Rj then 7.
Calculate footprint using equations (5-6) 8.
If the footprint is lower than fj then 9.
Set fj equal to the footprint calculated 10.
Save P and T as potential optimum for applic. j 11.
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End For 15.
Set Pj equal to the last P saved in line 10 16.
Set Tj equal to the last T saved in line 10 17. End For 18. Sort Tj and Pj values in decreasing power levels
19.
Output: Ṗ1 ≥ Ṗ2 ≥ … ≥ ṖNA and associated Ṫj 20. Set T * 1 equal to Ṫ1 and P * 1 equal to Ṗ1 21. Set t equal to T * 1 22. For each application j with 2 ≤ j ≤ NA do 23.
Set P * j equal to Ṗj 24.
If Ṫj > t then 25.
Set T * j equal to Ṫj -t 26.
Set t equal to t + T * j 27. Else 28.
Set T * j equal to 0 29. simulator SUMO (Simulation of Urban Mobility). Using SUMO, vehicles are periodically generated at both edges of the highway, and move with a maximum speed limit of 120km/h. Statistics are only collected for vehicles close to the center of the scenario in order to avoid boundary effects. class A includes applications that require a short communication range (0-80m) and high packet reception rate (7-10Hz); class B includes applications that require a medium communication range (80-160m) and medium packet reception rate (4-7Hz); class C includes applications with a larger communication range (160-240m) and low packet reception rate (1-4Hz). Each application is randomly assigned to a class at the beginning of the simulation and its specific communication range and packet reception rate are randomly selected within the application class ranges defined. We randomly select the application requirements so that our study is not constrained to specific applications and we can test our solutions for a large range of requirements. The proposed solutions could be adapted for dynamically adjusting the requirements to the vehicular context, e.g. the communication range could be adapted as a function of the vehicle speed. The radio propagation is modeled using the WINNER+ B1 model for urban environments with 10dB extra loss [24] . This model is recommended for V2V communications. The model has been implemented with an effective environment height of 1m to consider the effect of surrounding obstacles. The performance of MERLIN and PRESTO is compared to that obtained with the MH that is included in the SAE J2735 DSRC Message Set Dictionary standard. In multi-application scenarios, MH configures the packet rate as the minimum required to satisfy the packet rate requirements of all the applications, i.e. the packet rate is fixed to T=max(R 1 , R 2 , …, RNA). MH considers a fixed transmission power irrespective of the communication range requirements (CR i ). We fix in this study the MH transmission power to 25dBm.
End If
End For
MERLIN and PRESTO are executed at the beginning of the simulation to obtain the transmission parameters of each vehicle for the requirements randomly selected for the N A applications. The transmission power levels can vary between 0dBm and 25dBm (in steps of 0.5dB for PRESTO), and the packet rates between 0Hz and 20Hz (in steps of ∆T=0.1Hz for PRESTO). MERLIN and PRESTO make use of models that relate the PDR and PSR with the distance, the transmission power and the channel load (ρ=PDR(d,P,C) and PSR(d,P) in Eq. (2), (10) and (13)). These models have been obtained with a spatial resolution of 10m for all the transmission power levels and 8 different channel load levels. Vehicles use different PDR curves depending on the channel load experienced. These models were obtained by simulating a wide range of scenarios with vehicles using different packet transmission rates to generate different channel load levels. It is important to highlight that these PDR curves include the packet loses due to propagation and packet collisions (i.e. due to interference and hidden terminal). Fig. 4 shows, as an example, the PDR curves for P=25dBm and Channel Busy Ratio (CBR) values from 0.1 to 0.8 in steps of 0.1. The CBR is used to measure the channel load experienced. It represents the percentage of time that a vehicle senses the channel as busy and is frequently used in congestion control studies in vehicular networks [4] . While the footprint is a metric that represents the channel load generated by a single vehicle, the CBR represents the channel load experienced by a vehicle as a result of radio transmissions from multiple vehicles. b. Performance  Fig. 5 compares the average CBR experienced when running each of the techniques under evaluation. The figure shows that PRESTO can reduce the CBR between 26% and 54% in multi-application scenarios compared to the standardized MH scheme. MERLIN further reduces the CBR, but the difference with PRESTO is not very significant. PRESTO is then able to closely approximate the CBR levels obtained with the optimum solution represented by MERLIN. The results depicted in Fig. 5 clearly demonstrate that the proposed techniques can significantly reduce the channel load experienced in multi-application scenarios compared to the standardized MH solution. This is very significant since one of the main challenges faced by vehicular networks is the channel congestion and the network stability.
Reducing the channel load should not be done at the expense of satisfying the application requirements. The capacity to satisfy the application requirements is evaluated in this study by means of the SAR (percentage of vehicles with Satisfied Application Requirements) metric. SAR is an adaptation to multi-application scenarios of the NAR (Neighborhood Awareness Ratio) metric proposed in [25] . NAR was defined in [25] as the proportion of vehicles within a specific range from which a packet is received during a time interval. The SAR metric is here defined as the percentage of vehicles from which the number of packets received during a time interval (set to one second in this study) is higher or equal than the number of packets required by the applications. The application requirements are satisfied for all vehicles if SAR is equal to 100%. Fig. 6 depicts the SAR metric obtained for the different techniques under evaluation. The figure shows that MERLIN and PRESTO significantly outperform MH. MERLIN and PRESTO are able to provide SAR levels above 99% for all traffic densities and number of applications run per vehicle. On the other hand, MH can only achieve SAR values between 70% and 95%. The degradation experienced with MH is due in part to the higher CBR levels depicted in Fig. 5 . Higher CBR levels increase the interference, and hence the packet losses that degrade the capacity to satisfy the application requirements. Fig. 5 shows that the CBR significantly increases for MH with the traffic density. This explains the SAR degradation observed for MH when the traffic density increases (Fig. 6) . Fig. 6 also shows that the SAR metric decreases for MH as the number of applications decreases. MH is configured to try to satisfy the application with the highest required packet reception rate. This configuration also satisfies the applications with lower requirements that actually might receive more packets than initially needed. If a vehicle runs only one application, the loss of a packet will degrade the SAR. However, if a vehicle runs more than one application, the loss of a packet results in that the most demanding application is not satisfied, but the less demanding applications could still be satisfied. This explains the higher SAR values observed for MH in Fig. 6 as the number of applications increases. Fig. 5 and Fig. 6 clearly show that MERLIN and PRESTO significantly outperform MH in terms of channel load and capacity to satisfy the application requirements. These gains are a result of the capacity of PRESTO and MERLIN to dynamically adapt the transmission power and packet rate in order to satisfy the application requirements and reduce the channel load. On the other hand, MH uses a fixed transmission power, and sets the packet rate equal to the packet reception rate of the most demanding application. The operation of each technique is illustrated in Fig. 7 that plots the PDF (Probability Density Function) of the transmission power levels and packet rates used by all vehicles in the scenario when NA=3. The x-axis in the packet rate PDFs represents the total number of packets transmitted per second per vehicle. Fig. 7 shows that MERLIN and PRESTO significantly reduce the transmission power compared to MH, but increase the number of packets transmitted per second. Compared to MH, MERLIN and PRESTO can therefore benefit applications that need to communicate with nearby vehicles, and that require a high packet rate given the proximity of potentially colliding vehicles. In addition, reducing the transmission power can reduce unnecessary interferences created to vehicles at very large distances. Table 2 shows the number of CPU cycles needed to execute each line of the PRESTO algorithm. The Repetitions column represents how many times each line needs to be executed (many are inside for loops). It is actually an upper bound since some lines are only executed when a certain condition is satisfied (e.g. lines 7-10). The number of CPU cycles has been 1 The complexity depends on the process used to sort the power and packet rates found (lines 18-19 of Algorithm I) which has a complexity of order O(NA 2 ). A different sorting process could reduce this complexity.
computed considering Intel CPU architectures [27] . For example, the multiplication of two floating point numbers requires 5 CPU cycles, and their division requires 39 cycles. In the worst case, the sorting process represented in lines 18-19 has NAꞏNA iterations [28] since NA is the size of the vector to be sorted. We assume that each iteration requires 3 CPU cycles (one comparison and two substitutions). Using Table 2 we can estimate an upper bound of the total number of CPU cycles needed to run PRESTO. This number is approximately equal to 8ꞏ10 6 CPU cycles 2 when we consider N A =3 applications and the values of NP and NT reported in Table 1 . Fig. 9 plots the upper bound of the CPU time needed to run PRESTO for different CPU speeds and a varying number of applications. The MK5-OBU unit of Cohda Wireless currently has an embedded 1GHz ARM Cortex-A9 processor [29] . Audi has announced that its vehicles will integrate the Qualcomm® Snapdragon™ 602A processors with a CPU of 1.5GHz [30] . Volkswagen will integrate in its 2019 vehicles the latest Qualcomm® Snapdragon™ 820A automotive processor with a CPU of up to 2.2GHz [31] . Fig. 9 shows that in the worstcase scenario (1GHz CPU and N A =5), the upper bound of the CPU time needed to execute PRESTO is approximately 14ms. These results demonstrate that it is feasible to implement PRESTO in real systems, in particular if we take into account that PRESTO only needs to be executed when the application requirements change. It is also important to note that the CPU time could be decreased by simply reducing the number of possible transmission power levels (NP) or packet rates (NT). For example, halving the possible values of N P or N T would approximately halve the required CPU time. However, this is achieved at the expense of reducing the precision with which PRESTO approximates the CBR of the optimum solution obtained with MERLIN. Fig. 9 . Upper bound of the CPU time needed to execute PRESTO with the values of NP and NT reported in Table 1 .
As an example, Fig. 10 plots the CDF (Cumulative Distribution Function) of the time needed to run MERLIN and PRESTO using an Intel Xeon CPU of 1.8GHz for N A =3. While MERLIN required between 3s and 11s to find the optimum solution, the time needed to run PRESTO was between 1ms and 3ms. PRESTO is then 3 orders of magnitude faster than MERLIN. The results depicted in Fig. 9 and Fig.  10 confirm that it is possible to execute PRESTO in real-time using current CPUs. 
VII. CONCLUSIONS
Connected vehicles will simultaneously run multiple applications that can have different requirements. The communication parameters should be carefully configured in order to guarantee that all application requirements are satisfied while controlling the channel load to ensure the networks' scalability. In this context, this paper has proposed two novel techniques designed to dynamically configure the communication parameters of vehicles simultaneously executing multiple applications. To the authors' knowledge, the proposed techniques are the first to adapt the transmission power and packet rate in multi-application scenarios. The two techniques have been designed with the objective to satisfy all the application requirements and reduce the channel load. They differ on how they tradeoff between an optimum configuration of communication parameters and the computational cost. The obtained results demonstrate that the proposed techniques significantly improve the performance achieved with the MH included in the SAE J2735 DSRC Message Set Dictionary standard.
