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Abstract. Computing is widely regarded as a scientific discipline that empha-
sizes on three different perspectives: mathematics, present in the development 
of formalisms, theories and algorithms; engineering, linked to the goal of mak-
ing things better, faster, smaller, cheaper and, finally, the science that can be de-
fined as the activity to develop general and predictive theories that allow these 
theories to be evaluated and tested. However, research in software engineering 
rarely describes explicitly its research paradigms and standards to assess the 
quality of its results. Due to a growing understanding in the computer science 
community that empirical studies are needed to improve processes, methods 
and tools for the development and maintenance of software, an emerging area in 
software engineering is developed: the Empirical Software Engineering. This 
subarea is one step down in the claims of scientificity but it aims to address this 
shortcoming. The objective of this work is to conduct an empirical corrobora-
tion for developing a method of a Historical Data Warehouse, the temporal data 
model and the associated query interface. 
Keywords: Empirical Software Engineering, Historical Data Warehouse, De-
sign Method, Graphical User Interface. 
1 Introduction  
Computing is widely regarded as a scientific discipline that emphasizes on three dif-
ferent perspectives: mathematics, present in the development of formalisms, theories 
and algorithms; engineering, linked to the goal (inherent to any branch of engineer-
ing) to do things better, faster, smaller, cheaper and, finally, the science, which can be 
defined as the activity to develop general and predictive theories that can describe and 
explain observed phenomena and where these theories are also  evaluated and tested 
(1). The most established scientific disciplines have elaborated explanations about 
their research strategies. In those disciplines, notions of falsification, theories, laws, 
paradigms and research programs are present. However, research in software engi-
neering rarely describes explicitly its research paradigms and standards to assess the 
quality of its results (2). In particular, Snodgrass (3) showed that, although the re-
search in the field of databases presents significant developments in engineering and 
mathematics, the scientific perspective has been poorly developed. In the same paper, 
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he notes that in over 10,000 papers on database, studied between 1975 and 2000, only 
37 of them mentioned the phrase ¨hypothesis testing¨, and of those, fewer than a doz-
en actually applied that method.  
   Software Engineering is a field without much historical background since it is less 
than four decades old. This idea can be supported by means of the fact that its first 
publications and conferences were held in the late 1960s (in the 1950s there was some 
research but it was confusing and without any significant publication) and its academ-
ic presence did not begin to separate from Computer Science until the early 1980s (4). 
   Due to a growing understanding in the computer science community that empirical 
studies are needed to improve processes, methods and tools for software development 
and maintenance (5), an emerging area in software engineering is developed: the Em-
pirical Software Engineering. This subarea is one step down in the claims of 
scientificity but it aims to address this shortcoming. This discipline focuses on exper-
iments in software systems (products, processes and resources) and proposes a rigor-
ous experimental approach to them. In particular, this branch of software engineering 
is concerned with the design of experiments, data collection and the development of 
laws and theories from them. 
   As previously stated (the need to assess proposed developments in software engi-
neering), the following research aims to perform an empirical corroboration of the 
design method of the Historical Data Warehouse, the associated temporal multidi-
mensional model and the query interface considering their impact on the environment 
as close as possible to the one that will be used in actual practice.  
To summarize the work that was done on empirical corroboration, we highlight: 
the creation of a new simplified temporal data model for detecting the variation of the 
values of attributes, entities and relationships that change in time. Then we, using this 
model, designed a new data storage structure that combines and integrates a Data 
Warehouse with the Historical Data Base into a single model. Furthermore, from the 
proposed models, we created a design method that, starting with a conceptual data 
model and by successive transformations, allowed us to obtain a logical representa-
tion of the Historical Data Warehouse in a relational data model. Then we implement-
ed it by using the Model Driven Development.  
On the other hand, linked to the information retrieval by the end user, we present a 
graphical environment automatically derived from the Historical Data Warehouse 
using the Model Driven Development, for queries on the temporal data structure that 
allows the automatic generation of sentences SQL for both typical queries of a Data 
Warehouse and queries for a Historical Data Base.  
Finally, we created a prototype based on Eclipse technology, which implements the 
design method of the Historical Data Warehouse, graphical query interface and the 
creation of SQL statements. In Figure 1 we show a Graphical User Interface screen. 
In Section 2, we discuss general concepts of quantitative research. In section 3, we 
detail the objects of study of the evaluation. In Section 4, we describe the research 
work. In Section 5, we present the development of the research work. In Section 6, we 
show the data from the questionnaires. In Section 7, we perform the analysis of the 
responses. And finally, in Section 8, we present the conclusion of the work. 
14th Argentine Symposium on Software Engineering, ASSE 2013
42 JAIIO - ASSE 2013 - ISSN: 1850-2792 - Page 156
 
 
Fig. 1.  Graphical interface prototype screen 
2 Qualitative Research 
While research methods can be classified in various ways, a widely accepted classifi-
cation is the one that divides them into quantitative and qualitative. The former is 
especially convenient to the study of natural phenomena or objects. Furthermore, the 
study of cultural and social phenomena requires other methods, which are not based 
on formal experiments or theories, but on interviews, questionnaires, documents and 
reactions observed by the researcher. This group associated with cultural and social 
phenomena falls within the scope of qualitative methods (6). The qualitative approach 
is inductive and has the distinction of not being linear but iterative and recurrent; the 
alleged stages are further actions into the research problem, where the task of data 
collection and analysis is permanent (7). Following this line of argument, the research 
focused on the construction of new objects (i. e. processes, models, methods, tech-
niques, etc.) is engineering in nature, in the sense that the object of study is the con-
struction of new tools (i. e. methods, models, etc.) for software construction. This type 
of research is related to the implementation and use of these new products. The prob-
lems in this field require the study of social and cultural factors and seek to answer 
questions such as: what are the factors that a given software process are not accepted 
in the company? Why a software development tool is more or less accepted than an-
other? Such problems cannot be addressed solely by the traditionally called "scientific 
methods", i.e. by purely quantitative methods; they are problems that must be ad-
dressed by qualitative methods (8). 
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2.1 Controlled Experiments 
The type of qualitative research can be developed through a controlled experiment, 
where one or more independent variables of a testable hypothesis are manipulated to 
measure its effect on one or more dependent variables. The controlled experiment is 
to determine in precise terms how the variables are related and, specifically, whether 
there is a causal relationship between them. Each combination of values of the inde-
pendent variable is considered a different field of study. The simplest way to perform 
a controlled experiment is represented merely by two independently variable levels 
(for example, the use of a tool vs. the non use of a tool) (9). 
Controlled experiments in software engineering often involve students meeting pa-
per and pencil tasks, the main reason is that they are more accessible, easier to organ-
ize and generally without cost. However, this approach is often criticized for lack of 
realism and therefore, researchers propose that the experiments should be performed 
on real tasks on real systems by professionals using its technology development in 
their normal working environments (10). 
2.2 Techniques of Data Collection 
For qualitative analysis, as well as for the quantitative analysis, data collection is es-
sential, but its objective is not to measure variables to make inferences or statistical 
analysis. What is sought in a qualitative study is to obtain data from people, contexts 
or situations that will become information from its critical analysis. Being human 
beings, the data of interest are concepts, perceptions, beliefs, emotions, etc. (7). The 
interviews and questionnaires, both data collection tools are focused on questions 
about specific issues. In the questionnaires, the questions can be of two types: open or 
closed. The first does not define in advance the response alternatives, serves to deepen 
an opinion or reasons for behavior, and requires more processing time. The closed-
type questions contain answers categories or alternatives that have been defined, they 
are easier to code and prepare for analysis but limit the sample answers and do not 
accurately describe what people have in their mind. An interview, on the other hand, 
is to obtain information through a conversation of a professional nature. In the inter-
view, the assessment tool is the questionnaire, but with the difference that it is the 
observer who makes the questions and these are not always fixed (11). In the qualita-
tive approach, as there is not so much interest in the generalization of the results, non-
probability or directed samples are a suitable option in the choice of the study group 
(7). 
3 Objects of Empirical Study 
The empirical evaluation was performed on three objects of study: the storage struc-
ture called Historical Data Warehouse, the design of a Graphical User Interface, de-
rived from a Historical Data Warehouse and finally, the design method that encom-
passes both proposals under the Model Driven Software Development. Then we make 
a short description of each of them (for more information, see (12)) 
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3.1 Historical Data Warehouse 
A Data Warehouse is a “subject-oriented, integrated, nonvolatile, and time-variant 
collection of data in support of management’s decisions” (13). A distinctive charac-
teristic of the Data Warehouse is that time is one of the dimensions for the analysis 
(14, 15) but this refers to the moment when a transaction was made, therefore, it does 
not specify how or when the values of the entities, attributes and relationships associ-
ated with these transactions have varied through time. Although the Temporal Data 
Warehouse considers, besides the temporal dimension, other aspects related to time 
(16, 17, 18), this model considers only the changes that occur in the Data Warehouse 
schema, both in dimensions and in hierarchies. Therefore, a problem to be solved in 
this type of multidimensional structure, considering the need for registering values 
that allow to evaluate trends, variations, maximum and minimum, is how we shape 
the values of entities, attributes or relationships that may vary in time in the design of 
the multidimensional structure; since, although the needed data of information was 
stored, the temporal search mechanisms would be complex (19).  
The Historical Data Warehouse is a new structure of data storage that combines 
and integrates a Data Warehouse and a Historical Data Base in a single model. This 
model includes, besides the main analytical fact, temporal structures related to the 
levels of dimensional hierarchies that allow to record data and retrieve information 
that varies in time. The conceptual model of the Historical Data Warehouse is com-
posed of a fact and a set of dimensions; the latter are represented by simple or multi-
ple hierarchical levels (temporal and not temporal) (12). 
3.2 Queries on a Historical Data Warehouse  
A distinguishing characteristic of the On-Line Analytical Processing tools is its ability 
for grouping the measures by means of the election of one or more dimensions; the 
multidimensional visualization allows to see the different levels of the hierarchies in 
each dimension in a logical way, allowing the user to get a more intuitive understand-
ing of the data. The existing commercial software provides different views of the 
multidimensional elements. In order to facilitate the queries, a graphical language 
would have to operate on an explicit graphical view of the conceptual multidimen-
sional scheme; in the same way, the On-Line Analytical Processing queries would 
have to be expressed using a graphical representation in an incremental form (20). It 
is a challenge for non-technical users to specify queries on a complex database struc-
ture (21). Due to the complexity in the formulation of non-trivial searches various 
approaches have been proposed to make them more accessible to a wider range of 
users (22). Queries become even more complex when the data is stored in a Data 
Warehouse historical structure (23). The objective of research in this area consists in 
simplifying the information search mechanisms on the Historical Data Warehouse; 
the strategy consists in making use of a graphical environment without considering 
implementation details.  
The proposed Query Graphics allows the Historical Data Warehouse users to for-
mulate queries on the storage structure which, subsequently, will be automatically 
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translated to SQL statements. The Query Graphics aims to simplify the visualization 
of the Historical Data Warehouse, so that the users can perform their queries automat-
ically, just by putting marks in the graph and supplying actual values to the parame-
ters. The Query Graphic is derived from the Historical Data Warehouse and the set of 
possible queries is established by identifying common query patterns. The Query 
Graphic consists of a root node that represents the main fact and a set of connected 
nodes, each of which represents different levels of hierarchies, measures, temporal 
attributes, temporal entities and temporal interrelation (24).  
3.3 Design Method for a Historical Data Warehouse  
Several methods have been proposed that allow to derive the conceptual multidimen-
sional schema from data sources within the organization and/or from the user’s re-
quirements (see (15, 25)), most of these methods must be done manually (26). A solu-
tion to this problem is proposed by Model Driven Software Development, this ap-
proach has become a new paradigm of software development that promises improve-
ments in the software construction based on a model-driven process and supported by 
powerful tools. In the Model Driven Software Development, the software construc-
tion is done through a model-driven process and supported by powerful tools that 
generate code from them. This new paradigm aims to improve productivity and soft-
ware quality generated by reducing the semantic leap between the problem domain 
and the solution (27).  
The proposed design method consists in successive automatic and semiautomatic 
transformations of models, that begin with an ER model and that finally allow to ob-
tain a temporal multidimensional model expressed as a set of tables in the relation-
al model. The complete proposal includes the automatic creation of a Graphic Query 
interface derived from the Historical Data Warehouse that by means of marks on a 
graph automatically creates temporal and decision-making SQL query statements 
(24). 
The work is complemented with the creation of a prototype based on ECLIPSE 
technology, which implements the design method of Historical Data Warehouse, the 
Graphic Query interface and the automatic execution of SQL statements (28).   
4 Research Work 
The empirical research conducted to assess the proposal of the Historical Data Ware-
house, the design method and the associated graphical query interface, was qualitative 
and was developed through a controlled experiment, through questionnaires with 
open-type questions. The research was conducted with students from the Master of 
Information Technology of the school of Information Technology of the Universidad 
Abierta Interamericana. The objectives in this research can be summarized in the 
following items: assessment design method of the Historical Data Warehouse, the 
storage structure and the Graphical User Interface. 
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4.1 Hypotheses 
The proposed design, the methods, and the Graphical User Interface initially imply 
three hypotheses which, although not explicitly raised (12), can be considered as such 
and, therefore, will be corroborated empirically, namely: H1, the method of proposed 
design increases applications developer`s productivity; H2, the presented storage 
structure improves the decision-making process; H3, using the Graphical User Inter-
face improves the user decision maker`s productivity. 
   We establish therefore three hypotheses of cause-effect, which use respectively a 
dependent variable, VD, (the dependent variable, the object of the investigation) and 
an independent variable, VI, (the variable explanatory factor likely to explain the 
dependent variable). 
 
 H1: the proposed method (VI) increases applications developer`s productivi-
ty (VD).  
 H2: the proposed storage structure (VI) improves the decision-making pro-
cess (VD).  
 H3: using the Graphical User Interface (VI) enhances user decision maker`s 
productivity (VD). 
 
The study group consisted of six students from the Master of Information Techno-
logy, therefore they are assumed to have homogeneous characteristics. The study 
group, for simplifying purposes, assumes the role of application`s developer to evalu-
ate H1 and H2 and end-user for H3. 
5 Research Development  
The study group was instructed, at three different levels, on the main characteristics of 
the design method (H1), the storage structure (H2) and query interface (H3). The 
explanation was made avoiding comment on the benefits and limitations of the pro-
posal. In addition, students were asked to describe answers as detailed as possible. 
The research was made on a prototype based on Eclipse technology, which im-
plements the design method of the Historical Data Warehouse, the Graphic Query 
interface and the automatic execution of SQL statements. 
In the first case (design method) an explanation of the proposed method and the 
characteristics of the prototype was performed, then each participant in his work-
station, used the tool in the design of the Historical Data Warehouse from a source 
data model (ER model) given. After the experience, they were given a questionnaire. 
In the second case (storage structure) the main features of the temporal multidimen-
sional model were explained. After the experience, they were given a questionnaire. 
Finally, in the third case (query interface), they where explained of the characteristics 
of the interface and its use; then the group was offered different types of queries, both 
temporal and decision-making ones, and were encouraged to resolve them first manu-
ally using SQL statements and then using the Graphical User Interface. After the ex-
perience, they  were given a questionnaire. 
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5.1 Hypotheses Assessment Questionnaires 
There were three different types of open-type questions, each of them aimed to de-
termine how the hypotheses were evaluated by the students. We considered three 
issues raised in the scenario: the design method (H1), the storage structure (H2) and 
the Graphical User Interface (H3). 
The following questions were aimed at assessing the impact of using the design 
tool from the considerations expressed by the working group on the use of the proto-
type.  
(H1.a.) For the design of a storage structure is initially important to determine user 
requirements. The proposed method starts by using the application source data model, 
in particular an ER model. Does that allow an effective design of the Historical Data 
Warehouse? Evaluate the benefits and drawbacks of this approach.  
(H1.b.) The method proposes the marking of attributes, temporal entities and rela-
tionships and the primary fact of analysis, from which it generates the transformation 
process. Analyze and evaluate the proposal in terms of the intuitive method and its 
effectiveness in determining temporary constructions.  
(H1.c.) The next step in the design is the marking of an Attribute Graph for the de-
termination of the temporal and non temporal dimensions, hierarchies and measures. 
Analyze and evaluate the proposal in terms of the intuitive method and its effective-
ness in determining the main characteristics of the Historical Data Warehouse. 
The second set of questions were designed to evaluate the benefit of the storage 
structure that integrates a Data Warehouse and the Historical Data Base in one model 
from the explanation of the storage structure and different temporal and decision-
making queries that can be performed on it.  
(H2.a.) In a Data Warehouse the time is implicit in the storage structure, but it re-
fers to the time when the transactions were performed, but it does not specify how or 
when the values of the entities, attributes and relationships associated with these 
transactions have varied through time. Evaluate the integrated model for the two stor-
age structures.  
(H2.b.) The data model allows to perform both temporal and decision-making que-
ries. Does the data structure facilitates queries and extends the range of the same? 
Evaluate advantages and disadvantages of the model.  
(H2.c.) The model allows, in addition to the typical decision-making queries, to de-
termine how temporal attributes, entities and relationships vary through time. Analyze 
the types of generic queries that are solved and detail the advantages and disad-
vantages. 
Finally, the following questions were aimed at assessing the benefits of the graph-
ical query interface that allows, through marks, to automatically resolve temporal and 
decision-making queries from the use of the prototype by queries on the data struc-
ture.  
(H3.a.) The traditional way to obtain information about a storage structure is 
through queries using SQL statements; they generally are iterative and often complex 
for non-technical users. Evaluate the query interface from its use.  
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   (H3.b.) Do you think that the Graphical User Interface is an intuitive alternative to 
the queries? Evaluate advantages and disadvantages.  
   (H3.c.) The Graphical User Interface allows to resolve queries by markings on the 
graph. Evaluate the advantages and disadvantages of the marks on the graph. 
6 Data Obtained 
From the questions made, the answers by the students evaluated are described, literal-
ly. Each box corresponds to the response of each student evaluated in the order in 
which the questions were presented. We divided the report into three parts: The de-
sign method, the storage structure and the Graphical User Interface. 
Technical details: Date: June 19, 2010, Time: 12:30, Venue: School of IT, UAI, 
San Juan 960. Buenos Aires City. Participants: 6 students of Master of Information 
Technology, School of Information Technology of the Universidad Abierta 
Interamericana.  
6.1 Design  Method 
Below are the answers to the questions about the design method (H1.abc): 
 
a) Yes. It seems to be a practical and quick way to generate a Historical Data Warehouse. 
b) The method is very intuitive and effective. 
c) It is easy to dial in the graph and thus determine the properties that we want or do not want to 
keep. 
 
a) I believe that it allow an effective design of a Historical Data Warehouse, but I am not able to 
assess the benefits and drawbacks because I do not have other models to achieve this goal in 
mind. 
b) It is intuitive. The effectiveness cannot be assessed with the standard of proof made, nor its stur-
diness. It sounds promising. 
c) It is fairly intuitive. It is positive that we can eliminate unnecessary attributes for queries in 
graphs. 
 
a) The ER model allows me to gain clarity in defining user requirements, allowing us to define en-
tities and relationships involved in the model. 
b) It is very important to set attributes, entities and relationships as we can determine temporal 
fluctuations that affect the development of the business and get their measurements. 
c) It is very important to identify dimensions, measures and hierarchies through the graph. Using 
my knowledge and experience I can identify them better. 
 
a) I think the ER model allows an effective design. However, not many companies have updated 
the ER model to take it as a starting point to apply the transformation. It would be necessary to 
start with a reverse engineered from the tables for the ER model. 
b) It seems intuitive. 
c) It seems intuitive. 
 
a) It is effective because it allows to have the entities and relationships clearly identified because 
they are needed for  knowledge of the model. 
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b) It is effective in the determination of temporary constructions as it allows queries on variations 
over time 
c) It allows in the graph to prune the attributes that are not important and thus make a more effi-
cient model. 
 
a) It seems appropriate because the data model shows the essence of the business and, therefore, 
the appropriate technical personnel is able to suggest a starting model. 
b) It seems simple enough and in this simple practice it seems to be effective. 
c) Ditto the previous answer. 
6.2 Storage Structure 
Below are the answers to the questions about the storage structure (H2.abc): 
 
a) The integrated model allows complex queries on the data model and its temporal relationship. 
b) The data structure facilitates queries in wide range of them. 
c) The model allows a wide range of possibilities in terms of queries that can be performed and the 
interrelationships that it allows. 
 
a) It obviously allows to get lots of information, particularly with regard to decision-making; of 
course it is also another level of complexity and resources and access speed. 
b) It facilitates and extends the range of the queries and it allows to make combinations. So when 
there are a lot of variables to access the information the alternative used by this development is 
enhanced. To describe the disadvantages I should compare it with other data structures, but  I 
was unable to assess it during this experience, although I think it is impractical for static queries 
bounded. 
c) It seems that it enables a large number of typical SQL queries. 
 
a) It is very important to set the two storage structures built into a model because I may get oscilla-
tions or changes in data over temporal attributes (queries) 
b) Yes, I think the integrated model is optimal for temporal or decision-making queries because it 
allows me to see the structure of the business. 
c) Yes, it let me get queries with the effect of time which is very important in business decisions 
for future guidelines. For this, it is necessary to be clear about where I set my model attributes, 
relationships, hierarchies and dimensions 
 
a) It sounds like a good idea to make a more complete analysis. 
b) I think this structure facilitates the assembly of the queries, and give the possibility to conduct 
further queries by people without knowledge of SQL. 
c) Generic queries resolved are the most important and I am not sure if it can solve complex que-
ries. 
 
a) The query graph model integrates transaction structure and historical data in a single model. 
b) It allows to create the SQL query quickly by selecting the order of query. 
c) It solves temporal queries about attributes that we selected as temporal.  It resolves decision-
making queries having marked previously the entities for that query by selecting the type of 
function and defining the order that will generate a SQL query. 
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a) Obviously it is more complete by allowing increasing complexity of queries relating to temporal 
changes. 
b) Undoubtedly it enhanced the  queries  by complemented them with the variation attributes. 
c) The possibility of including temporal changes of the attributes can help to understand certain 
behaviors of the entities. 
6.3 Graphical Interface 
Below are the answers to the questions about the graphical interface (H3.abc): 
 
a) The interface is great and facilitates the queries, without having to write in SQL, or handle that 
language. 
b) Yes, the interface is an excellent alternative for making queries by the user in decision making as-
pects. 
c) It is very simple to use and provides good functionality in the queries. 
  
a) It is a good idea but the interface is still in a rudimentary state: we all had to ask how to use it and 
an untrained user could not do anything with them. They said it is in the experimental stage and it 
is so. 
b) Of course, I refer to the previous comment, it is very a good idea but it still did not come out of 
that state. 
c) The model would be very good if there were "marks", because today we have to check the status 
of all graphs for any query: there is nothing in the graph to indicate their selection or order. 
 
a) The traditional way is tedious as I need to know the language (syntax) to establish queries in a 
timely manner, limiting its use if the person is non technical. 
b) It facilitates the identification of items according to my knowledge in the business management 
treatment. 
c) The marks on the graph let me clearly define the queries allowing to identifying temporal or non 
temporal attributes, orders and other elements involved in the execution of the query and then 
conclude with the definition of the query in SQL. 
 
a) On the graphical interface, you have to use it  a bit to understand the criteria by which you have to 
choose the entities and dimensions. Once this is understood, it is not complex. To generate SQL 
queries is quite simple and can be performed by a person without knowledge of SQL. 
b) As I said in the previous point, it takes a few minutes to understand the logic of the interface. 
c) The marking is simple once you understand the logic. 
 
a) It is simpler because we have to define what attributes are temporal and what entities serve to de-
cision making process. 
b) Viewing the model and positioning in the entities defined for the decision making process, it is 
easy to define what the function to be consulted is and on which groups identifying with a number 
the order of the group. 
c) Yes. Ditto  previous answer. 
 
a) It is an easier form for non-technical users and it will be even easier in the finished product, with a 
more friendly Graphical User Interface 
b) Yes, in the practice we perform in the classroom. 
c) No disadvantages found within the scope of practice. 
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7 Evaluation of Responses 
From the evaluation of the responses above, we can draw some conclusions on the 
proposals submitted. The objective in the evaluation of the design method was, first, 
to establish whether to start the design by data model was an effective option. By the 
answers, this approach seems to be appropriate as a design method. The premise of 
what happens when I do not have the initial input and the proposal to use reverse 
engineering to get the data model opens a future research area. It also opens the pos-
sibility of evaluating other requirements capture, which eventually could lead to a 
data model that fits the proposed method. The marking of the model as a means to 
obtain temporal constructions and the main fact of analysis was, in general, consid-
ered intuitive, although the idea was reduced due to the limitations of the prototype 
used. However, with some practice, it was easy and friendly. Finally, the evaluation 
of the marking in the Attribute Graphs for determining temporal and non-temporal 
dimensions, measures and hierarchies was generally similar to the previous replies.  
In the evaluation of the integrated storage structure, a positive opinion can be seen, 
because, in general, it is considered an innovative proposal that facilitates combined 
queries allowing a wider range of temporal or decision-making queries. 
Finally, the use of the graphical interface was, after a brief training, simple and in-
tuitive. The automatic query creation was a simple way to obtain information for non-
technical users. While currently marking is implemented through modification to 
model properties, in general, people assessed that the idea is applicable and consider 
the marking is simple once you understand the logic.  
8 Conclusion  
The work was designed to perform a method of empirical corroboration of the Histor-
ical Data Warehouse design, the graphical query interface and the creation of SQL 
statements, using a prototype based on Eclipse technology. The study group consisted 
of six students from the Masters in Information Technology; therefore they have ho-
mogeneous characteristics. There were three different types of groups open-type ques-
tions, each of them aimed to determine how the hypotheses were evaluated by the 
students. From the assessment and taking into account its limitations, we consider that 
the proposal constitutes a valid alternative in the design of temporal multidimensional 
structures, both in the proposed design method and in the storage structure and in the 
graphical query interface. 
Finally, we believe that the research presented makes a contribution to the scien-
tific perspective in the area of software engineering as aligned with the approach that 
the Empirical Software Engineering proposes. We focus our work on experiments on 
software systems and propose an experimental approach on them. By creating cause-
effect type hypotheses and from a controlled experiment (qualitative research), we 
confronted these hypotheses with reality, in order to draw a conclusion about the usa-
bility features of the methods, models and interfaces proposed. 
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