The Internet is facing a major threat, consisting of a disruption to services caused by distributed denial-of-service (DDoS) attacks. This kind of attacks continues to evolve over the past two decades and they are well known to significantly affect companies and businesses. DDoS is a popular choice among attackers community. Such attack can easily exhaust the computing and communication resources of its victim within a short period of time. Many approaches to countering DDoS attacks have been proposed, but few have addressed the use of multipath. In this paper, we analyze, how multipath routing based solutions could be used to address the DDoS problem. The proposed framework traces back the attack to its source and blocks it. It also calculates multiple paths to the attacker (if they exist) and alerts all gateways near the attacker to block possible traffic originating from this source in case another path(s) is (are) later used to attack the victim again. We demonstrate that our scheme performs better that other single path schemes.
Introduction
A distributed denial-of-service (DDoS) attack is a serious threat to the security of the Internet. It consists of exhausting the bandwidth, processing capacity or memory of a targeted machine or network. It is a distributed, cooperative and large-scale attack. It has been widespread on wired [1] and wireless networks [2] .
Attackers usually hide their identity and DDoS is an example of anonymous attacks where currently there is no obvious way to prevent or trace them. Practically it is impossible to prevent all DDoS attack(s) that originate from Internet; however we can at least find a mechanism to identify the source(s) of the attack in situation where prevention fails. In this context security community proposes IP traceback techniques.
In this paper we present a filtering framework mechanism for a DDoS attack, which is similar to that one used in [3] . However, our new framework computes multiple paths, if they exist, to the attack source(s), then it generates an alert to the nearest gateway(s) of those paths, to block all traffic originating from the attack source(s), thing that has not been investigated in [3] . In this way our proposed framework prevents the attacker from using other available paths to attack the same destination.
Our source address spoofing solution is a hardware-friendly variant of the IP route record (RR) technique. It uses recording packet route information to block attack traffic from different paths. The marking techniques used are different from traditional ones [4] [5] (which do not provide an explicit recorded route in each packet). The aim of our multipath traffic filtering (MTF) system is to use the recorded route on each incoming packet to block that traffic at the last point of trust on each attack path, which means blocking untrusted traffic at the nearest possible point from the attack source(s).
The remainder of the paper is organized as follows: Section 2 presents related work, while Section 3 describes the MTF components. Section 4 describes the MTF protocol in detail. MTF simulation and performance are evaluated in Section 5. And Section 6 concludes the paper.
Related Works
Many techniques against DDOS have been studied in recent years, which lead to the proposal of a defense mechanism to be implemented on routers [6] - [10] , servers [11] [12] , or both servers and clients [13] - [16] .
Authors in [17] proposed a targeted filtering mechanism that blocks stateful DDoS attack called targeted filtering. Filters are established at a firewall and automatically converges the filters to the flooding sources [18] ; authors studied the impact of application layer Denial-of-Service (DoS) attacks that targets web services. They proposed an adaptive system that detect against application layer attacks such as XML and HTTP. Furthermore, authors state that the system is also capable of detecting malicious request, spoofing and regular flooding attacks. It is intended to be deployed in a cloud environment where it can transparently protect the cloud broker and cloud providers.
A Bandwidth DDoS (BW-DDoS) attack was the study of [19] . Authors pointed that, this type of attack can disrupt network infrastructure operation by causing congestion, this is due to the increase of total amount traffic inducing connectivity degradation or more than that, loss of connection between the Internet and victim networks or even whole autonomous systems (ASs). Authors presented some type of attack agent, attack mechanism, protocol manipulation, and attack target and response mechanism.
A New approach to IP traceback named Deterministic Flow Marking (DFM) was presented in [20] . DFM allows the victim to traceback the origin of spoofed source addresses up to the attacker node even if this later is hidden behind a NAT or a proxy server. It has the capability to trace simultaneous distributed attacks in near real time while providing authentication according to authors.
Authors in [21] argued that the existing application layer methodologies couldn't detect DDoS attack. They proposed a set of algorithms that are capable of detecting and blocking DDoS attacks whilst allowing through legitimate user traffic, including flash traffic. Discriminating the attack flows from the flash crowds was also the study of [22] and [23] .
To the best of our knowledge all traceback techniques that were studied confines to only one attack path. In this paper we propose a novel multipath traceback technique to defend against DDoS attack.
MTF Components

Path Recording
MTF appends the node's address to the end of the packet as it travels through the network from the attacker to victim. Consequently, every packet received by the victim arrives with a complete ordered list of the routers that it traverses providing a built-in attack path. So a path fingerprint is embedded in each packet, enabling a victim to identify packets traversing the same paths through the Internet on a per packet basis, regardless of source IP address spoofing. In this way the victim needs only classify a single packet as malicious to be able to trigger a filtering action that will be applied to subsequent packets with the same marking (all packets traversing the same path carry the same marking). This approach is very lightweight, both on the routers for marking, and on the victims for decoding and filtering.
We assume that each router that participates in our scheme has a capability to add its IP address to the packets that traverse it and is MTF capable. We also assume that only the border router participates in this scheme and not the core router connected to the Internet backbones. As a result, each packet carries the identities of a sub-list of the border routers that forwarded it.
To avoid the performance overhead of a traditional IP route record, the path header (PH) is introduced at the beginning of the IP payload and it works as a "shim" protocol between the IP and transport layers.
The PH used follows the recommendations stated in [24] and is composed of three fields: the path is a list of (initially empty) slots; the size is the total number of slots in the path; the pointer points to the first empty slot in the path. The size of the number of slots represents the maximum distance that a packet can reach.
As the length of route cannot be predicted and each hop increases the packet header size (that grows linearly with hop count) which can lead to fragmentation due to the limit of the maximum transmission unit (MTU), we set the maximum hop to 15 as used by the well-known RIP network protocol [25] . If a packet reaches a router beyond this number it is dropped (the router does not have an empty slot to write its IP address).
When a packet traverses an MTF-enabled router it does the following: (1) inserts a PH header in the packet; (2) writes its own IP address and random value in the first slot; and (3) sets the pointer to point to the second slot. Each subsequent MTF-enabled border router that ingresses the packet into a new AS: (1) reads the pointer; (2) writes its own IP address and random value in the indicated slot; and (3) increments the pointer to point to the next slot. If no room is left in the PH header (after 16 hops), the router drops the packet.
Multi-Path Calculation
The victim's gateway will calculate multiple shortest paths to the source of attack (if they exist) and locate the nearest border gateway(s) to the attacker. To calculate the multiple shortest paths (if they exist), we use a modified variant of Dijkstra's algorithm [26] [27], as it is the most widely used algorithm in present day routers. By choosing the shortest paths we aim to send a warning message (blocking request) as fast as possible.
Flow Classification
When a packet crosses an MTF-enabled router, its recorded route includes an authentic (non-spoofed) suffix. Specifically, the last "n" components of the recorded route are authentic, when the last n border routers crossed by the packet are MTF-enabled, and there is no malicious node on the path that interconnects them using malicious node detection scheme [28] .
The recorded path of a packet is defined as a sequence of IP addresses that corresponds to: the packet's source, the list of border routers included in the PH header, and the packet's destination. Packets are marked as belonging to the same flow if they share a common recorded path suffix. This procedure enables a receiver to identify distinct incoming traffic flows in the face of source address spoofing.
A flow F with recorded path P is denoted as FP. A DDoS node victim uses a filtering policy to classify incoming traffic in different flows, and then decides which one to apply a filtering procedure to and either reject it or accept it. The operation of the policy module depends on the specific service run by the victim and is outside the scope of this paper. The blocking of any undesired flow that may come from different paths and enforcing such a policy is achieved by deploying our proposed mechanism (MTF).
It is up to the policy module to classify incoming traffic in multiple flow levels. For example, consider that in Figure 1 an attack source, PC 1, is sending high-rate traffic to the victim, SERVER. If network Net1 prevents source address spoofing, SERVER can easily identify F1 [PC1, R1 R3, SERVER] as a high-rate flow, and thus undesired. If PC1 is able to spoof multiple source IP addresses, SERVER can only identify F2 [*, R1, R3, SERVER] as the undesired flow.
Once the policy module identifies an undesired flow, it sends a filtering request to the local MTF process.
Basic MTF Protocol
Terminology
• The recorded path P of an undesired flow (Figure 2 ) has the form [PC1, R1, …R3, SERVER], where PC1 is the attack source, i.e. the node thought to be generating the undesired traffic; if PC1 = *, all traffic through R1 is undesired.
• R1 is the attack gateway, i.e. the border router thought to be closest to PC1.
• R3 is the victim's gateway, i.e. the border router closest to the victim.
• SERVER is the victim. We assume that the only node affected by the attack is SERVER; e.g. if this is a flooding attack, the only part of the network that is congested is the tail-circuit from R3 to SERVER. If R3 were also affected, it itself would be the victim, and its closest upstream border router would be the victim's gateway. As the majority of DDoS attacks are performed using TCP as summarized in Table 1 [29] , we assume that only TCP packets are used in our model. 
Blocking Close to the Attack Source
MTF involves 4 units: 1) When an undesired flow(s) arrives at the victim SERVER, it sends a filtering request to R3, specifying an undesired flow F.
2) The victim's gateway R3: (a) Installs a temporary filter to block F for Ttmp seconds.
(b) Initiates a 3-way handshake with R1 (Figure 3) . (c) Removes its temporary filter, upon completion of the handshake.
3) The attack gateway R1: (a) Responds to the 3-way handshake.
(b) Installs a temporary filter to block F for Ttmp seconds, upon completion of the handshake.
(c) Sends a filtering request to the attackers' source (PC1…PC1000), to stop F for Tlong >> Ttmp minutes.
(d) Removes its temporary filters if the attackers comply within Ttmp seconds; otherwise, it disconnects the attackers.
4) the attack source stops F for Tlong minutes or risks disconnection. When R1 blocks traffic it sends a positive message that the traffic has been blocked. During this time, R3 calculates whether there are other paths to the attacker. If yes, it sends a message to the gateways(s) closest to the attacker (R4 in Figure 2) warning it of a possible attack from a source attack. The gateway(s) starts monitoring traffic and blocking any packets coming from the warned sources. R4 will install a filter to block any future traffic from the attack sources for time T block . T block will have the same value as T temp .
If the victim's warning message arrives after the attacker has used another path, some unwanted traffic might arrive at the victim, but progressively they are blocked after the victim carries out the same process described previously to block the attack.
If the warning message arrives before the attackers use another path(s), the victim, in this manner, has blocked probable attacks. Thus the attackers will have less chance to attack SERVER using other paths after being blocked.
When SERVER receives the attack, it sends a message to R1 with a suggested rate limit value. Based on the requirements in the message, R1's system will decrease the rate limit value exponentially. After the traffic at the victim's end has returned to normal for a period, an update message is sent to the source end asking it to increase the rate limit value linearly.
If the defense system has not found any anomalous changes at the victim's end since the update message, a cancel message to remove the rate limit at the source end is sent. However, if the volume of attack traffic still increases aggressively, an update message will be sent again to block the traffic coming from the attacker.
Preventing Man-in-the-Middle Attack
In order to secure communication between nodes and trigger a filter in the gateway near the source of the attack we use a 3-way handshake as shown in Figure 3 .
The 3-way handshake is depicted in Figure 3 : in which R3 sends a request to R1 to block F; R1 sends SERVER a message that includes F and a nonce; R3 intercepts the message and sends it back to R1.
R3 proves its location on the path to SERVER by intercepting the nonce sent to SERVER. This prevents malicious node H, located off the path from R1 to R3 (Figure 4) , from causing a filter to be installed at R1 and block traffic to SERVER. By picking a sufficiently large and properly random value for the nonce, it can be made arbitrarily difficult for H to guess it. To defend against forced delay attack, the nonces are tied in with short response time outs.
To avoid a buffering state on incomplete 3-way handshakes, R1computes the nonce as follows:
where Hk is a keyed hash function.
To verify the authenticity of a completion message, R1 just hashes the flow included in the message and compares the result to the nonce included in the message.
For example, in Figure 4 , traffic sent by Net1 to Net2 has recorded path [R1:RND1, R3:RND2, Net2], where RND1 and RND2 are random values inserted by R1 and R3 respectively. To avoid keeping per destination states, each router computes the random value to insert in each packet as follows:
where D is the packet's destination.
Filter Timeout Values
The goal of a temporary filter on the victim's gateway is to block an undesired flow until the corresponding handshake is complete. Considering that Internet roundtrip times range from 50 to 200 msec [30] , we take the approximate average of T tmp = 1 sec as a reasonable choice since it offers a safe value for a round trip time.
The choice of the long-term filter timeout T long involves the following trade-off: An attack source PC1 is typically an innocent end-host compromised through a worm. A large T long of, say, 30 minutes guarantees that the victim SERVER will not receive any undesired traffic from the corresponding attack PC1 for at least 30 minutes; on the other hand it also guarantees that SERVER will not receive any traffic at all from PC1, even if PC1 is appropriately patched before T long expires.
Simulation and Performance Results
Filtering Gain
In this section we use a NS-2 simulator [3] to conduct a set of simulations to evaluate the performance of the proposed MTF framework in the presence of DDoS attacks with different scenarios. Figure 5 shows the experimental topology. Trusted users (PC 1 to PC 100) generate a TCP based FTP flow with a packet size of 1000 bytes. While DDoS traffic is generated by PCattack (PCattack 1 to PCattack 1000) by sending packets of 50 bytes in size. The victim's gateway uses up to 10,000 filters to protect the victim. For each scenario we plot the bandwidth of the attack traffic that reaches the victim as well as the victim's goodput as a function of time, i.e. we show how fast attack traffic is blocked and how much of the victim's goodput is restored. In all scenarios T temp = 1 sec and T long = 2 min. The choice for such value (T long = 2 min) is to reduce the event handling overhead for the simulation run.
Scenario 1: Attackers Use One Path Only
The victim receives a flooding attack from 1000 attack sources. The bandwidth of the attack (before defense) is 1 Gbps. From Figure 6 we can see that at time t = 0 -1 sec, before the attack, SERVER is receiving 80 Mbps of goodput, then when the attack starts from path 1 [R1-R3-SERVER] ( Figure 5 ) the goodput is reduced to 12% 
GoodPut
Attack Traffic from its original value. At t = 2 sec, SERVER starts sending requests to the gateway to block the attack (it sends 100 filter requests); t = 2 -8 half of goodput is restored progressively until all the attack traffic is blocked at t = 8.
Scenario 2: Attackers Use Multiple Path
In this scenario we assume that the victim receives a flooding attack from 1000 attack sources from another path [R4-R3-SERVER] (Figure 5) . We can see clearly from Figure 7 that at t = 0 -1 SERVER receives normal traffic using 80 Mbps of goodput; at t = 1 -2 the attack drives SERVER goodput to ~50% of its original; at t = 2 sec SERVER starts sending 100 filtering request/sec to the gateway, when this later blocks unwanted traffic, the attacker at t = 2 -3 uses another path to flood the victim with unwanted traffic. The goodput decreases to 60% of its original, then at t = 3 sec SERVER's goodput is restored to ~78% of the original and the attacker is blocked.
R4 blocks 10 flows in 10 seconds and 1000 flows in 100 seconds. Without MTF, a router needs one thousand filters to block one thousands flows; these experiments demonstrate that, with MTF, R4 needs only one hundred filters to block one thousand flows.
In this experiment we demonstrated that MTF achieves a filtering response time equal to the one-way delay from the victim to its gateway.
Hence, MTF reduces the number of filters required to block a certain number of flows by two orders of magnitude. A critical improvement, since routers typically accommodate tens of thousands of filters, whereas DDoS attacks can easily consist of millions of flows.
Attack Path Reconstruction and False Positive Ratio
An important performance indicator for IP traceback is the number of packets that need to be collected for reconstructing an attack path. Figure 9 shows the number of packets required to reconstruct attack paths. To better evaluate MTF's effectiveness; we repeat the same experiments with FMS [31] and AMS [32] .
The result in Figure 8 shows that the number of packets needed by MTF is the smallest among all PPM schemes. This is expected since MTF only needs to collect one marked packet along an attack path, whereas other schemes need multiple marked packets.
We are also concerned with the relationship between the false positive ratio and the number of attackers. Figure 9 shows the false positive ratios versus the number of attackers.
The false positive ratio is the number of legitimate clients that are mistakenly recognized as attackers by the MTF divided by the number of legitimate clients. In each simulation we fix the total number of clients to 5000 and vary the number of randomly chosen attackers from 1 to 4101 in increments of 10. The results show that MTF incurs relatively high false positive ratios at the beginning of attack before gateways are involved in decreasing their rate traffic. The reason is that as soon as MTF detects an attack it will block all traffic from the attacker paths. This is because attacker and innocent packets reside behind the same gateway, and all packets coming from the latter are considered unwanted as soon as an attack occurs and the victim triggers the filtering process.
This cannot make things any worse, since most good traffic is being dropped anyway due to the flood; in contrast it allows good traffic from other gateways to get through. Once the attacks are filtered, we notice that false positive ratio gradually decreases.
Conclusions
We presented a Multipath Traffic Filter (MTF), a mechanism for filtering highly distributed denial-of-service attacks. We showed that MTF can block a thousand undesired flows, while only requiring a hundred filters. It also prevents abuse by malicious nodes seeking to disrupt the communications of other nodes. We showed that MTF has the capability of blocking unwanted flows from the same source from different paths, even before they can occur.
Our plans for future work include the development of a congestion control algorithm that will detect and control high bandwidth flow. Furthermore, we will look at mechanism for reducing computation and storage overhead induced by multipath calculation on control and data plane. Finally, we are interested in deploying such techniques on a larger scale network.
