In the framework of the general goals of this book, which are to discuss the state of the art of software process topics and provide practitioners with a practical view of the developed methods, I use my own experience as a process modeling researcher over the last fifteen years to make my own contribution to the goals. I will address the following questions. How have process modeling researchers elicited requirements for software process modeling systems? First, to what extent have users been involved in the definition of these requirements? Second, how has IT evolution contributed to this requirements definition? Lastly, how has general software engineering knowledge influenced this definition? E3 (Environment for Experimenting and Evolving Software Process Models) is a process modeling system conceived to provide help for process/project managers, who construct and maintain models, and for practitioners, who use software process models. The initial requirements of the E3 system have been derived from a literature survey, lessons learned by working with other PM systems, and use of general-purpose technology for process modeling purposes. E3 has been designed and implemented twice. The first version of the E3 system was validated by a case study and the results of this validation resulted in the requirements for the second version of the system. The second version of the E3 system has been validated by empirical investigations in industrial and academic settings. The answers to the research questions given in this chapter have not to be regarded as an attempt to provide a general state of the art of software process topics or a complete view of the field for practitioners. Rather, they have to be considered as a set of lessons learnt about the development and validation of one of the process modeling systems that have been developed in recent years.
In the framework of the general goals of this book, which are to discuss the state of the art of software process topics and provide practitioners with a practical view of the developed methods, I use my own experience as a process modeling researcher over the last fifteen years to make my own contribution to the goals. I will address the following questions. How have process modeling researchers elicited requirements for software process modeling systems? First, to what extent have users been involved in the definition of these requirements? Second, how has IT evolution contributed to this requirements definition? Lastly, how has general software engineering knowledge influenced this definition? E3 (Environment for Experimenting and Evolving Software Process Models) is a process modeling system conceived to provide help for process/project managers, who construct and maintain models, and for practitioners, who use software process models. The initial requirements of the E3 system have been derived from a literature survey, lessons learned by working with other PM systems, and use of general-purpose technology for process modeling purposes. E3 has been designed and implemented twice. The first version of the E3 system was validated by a case study and the results of this validation resulted in the requirements for the second version of the system. The second version of the E3 system has been validated by empirical investigations in industrial and academic settings. The answers to the research questions given in this chapter have not to be regarded as an attempt to provide a general state of the art of software process topics or a complete view of the field for practitioners. Rather, they have to be considered as a set of lessons learnt about the development and validation of one of the process modeling systems that have been developed in recent years.
Introduction
The E3 a project started in 1992. E3 offers a process modeling language and a supporting system for model construction, change, and inspection. A functioning prototype is available at 12 . In this work, I b look back and I try to reconstruct the research process that led to requirements definition, design, implementation, and validation of the system. The goal of this paper is to give an answer to one main research question.
How have process modeling researchers elicited requirements for software process modeling systems?
I investigate this question trying to explain the why dimension of software process modeling and to say something, looking at the past, about the future of process modeling systems. I further decompose the main question into three.
• RQ1: How much user involvement was there in the definition of these requirements?
• RQ2: How has IT evolution contributed to this requirements definition?
• RQ3: How has general software engineering knowledge influenced this definition?
When I think of E3, I first remember all the students and colleagues who have been involved in the project. And my memories are brightened or darkened by the joy of mutual understanding, the disappointment at discovering the wrong choices, a longing for the old times, the energy of starting a research project with almost no funding. I still experience sadness and anger for the times we were not understood by reviewers and funders. I remember curiosity, frustration, and the feeling of finally learning something new. And again I sense happiness and satisfaction at getting papers published at international conferences and journals and our work accepted by organizations. To organize my recall in a scientific way and not be overwhelmed by emotions, I use two sources of information: the E3 system and the articles which we have written about the system over the years. The research method which I use in this work is a critical review of our own work. On the other hand, the research methods, which have been exploited during a E3: Environment for Experimenting and Evolving software processes, read E cube. b Here, the form I is used when the text refers to the reconstruction of requirements. The form we is used when the text refers to choices made and activities done in the general context of the E3 project.
the life of the E3 project encompass both engineering and empirical based research methods and will be among the topics of this paper. This paper is structured as follows. Section 2 can be read in two ways. The fragments per se provide a snapshot of the story of the E3 project. The comments (or analysis) of each fragment gives a reflection about the fragment in the light of the three research questions. Section 3 provides a summary of the features of the E3 system version 2 as is available at 12 . Section 4 provides further discussion of the relationships between requirements and the research questions in this paper. Section 5 concludes the paper by giving indications for further work.
On the nature of the E3 requirements
Here, I choose some fragments from the papers published about E3 to reconstruct the story about how the system was conceived and validated. I choose those fragments that give insight into the research questions of this work.
By users, in this chapter, I mean all actors who have something to do with a process model. This definition of user encompasses both process designers, process owners, and process performers.
The research methods were either empirical (when we performed some kind of empirical investigation), engineering based (when we reported about software design issues), or theory based (when we made choices made as to software engineering theories). Section 2 2 is further divided into three. Section 2.1 is about the first activity in the E3 project, when we used Coad and Yourdon OO analysis methods and languages for software process modelling. Section 2.2 and section 2.3 are about the first and the second versions of the system and their validation.
This section can be regarded as a kind of post mortem 6 analysis of the E3 project. Next section 4 provides a further analysis of the fragments in the E3 context.
2.1.
Use of existing OO analysis methods and languages for process modeling
The PM community has produced many PM systems 21 1 8 53 that use and experiment with various process modeling paradigms. The experience with using these systems is still limited in modeling both processes that are standardized by organizations, e.g. ISO, DoD and processes that are adopted by large software factories. · · · The principal goal of E3 is to get hands-on experience with using an object-oriented paradigm on real-world software processes. We will put emphasis on experiments with modeling software processes, rather than the goal of finding a new PM paradigm or language.
The process is based on literature survey and knowledge about other PM systems. Fragment 1 introduces an issue about the nature of the modeled processes. Processes standardized by organizations, like ISO and DoD, are written process descriptions, which are not always consistent with the actual processes. At the same time, large organizations usually have written process descriptions. What is not written here is what other research projects had not modeled, like for example, processes in small organizations, which are not necessarily formalized by quality manuals or standardized. In this way, this fragment is about the influence that real users (organizations and standards) have had on the E3 research process. In fragment 1 there are references to five papers 21 1 8 5 3 . This is not only a literature review but also of a living research network that was active in the late 80s and early 90s in the PM field. That network was mainly European and initiated the European Workshop of Software Process Technology and the European Promoter project. I had been working on both the EPOS 14 and Oikos 1 project and had knowledge of the design choices and features of the two environments. From this perspective, this text fragment binds the E3 research process to software engineering community knowledge.
Fragment 1 is about experimentation. Given that related research projects have devoted a lot of efforts to the development of new languages and execution engines, the initial choice was not to spend resources on the implementation of yet another process modeling language. On the contrary, we decided to reuse existing technology for experimentation. The other systems had been validated against standards and organization processes. We did not declare which kind of processes we wanted to address. Experimentation opened up interaction with users. The experimentation choice was dictated by the trends in software engineering knowledge at the time (early 1990s).
Fragment 2:
The E3 process modeling framework will offer graphical data-model to design process models as sub-models of activities, software products, tools, development organizations and resources. In addition a process model should capture constraints like temporal aspects, control flow among activities and product, and sequencing among activities, resource allocation, connections to tools, responsibility, and communication.
Fragment 2 is about the nature of process models. The decisions of choosing activities, software products, tools, development organizations and resources as building blocks of a process model and constraints like temporal aspects, control flow among activities and product, and sequencing among activities, resource allocation, connections to tools, responsibility, and communication derived from related software engineering theories.
Fragment 3:
We will experiment with an object relation model 20 that will allow us to structure models through aggregation and relations. Objects, types, and relations must be explicitly represented and persistent. Relations will be used to express constraints, also at the type level. We want to exploit relations as much as possible to make our process models more declarative and to make explicit the dependency among the different components.
Fragment 3 is about the decision to exploite object orientation. The choice was influenced by both software engineering theories and the availability of OO technology on the market.
Fragment 4:
We exploit as much as possible existing technology, commercially available software packages. We foresee the integration of a DBMS offering both object relation datamodel and concurrent transactions, C++ for activities programming, and a user interface system. There is already a number of C++ based frameworks and libraries available for user interface construction, inter-process communication, persistency, and database management.
Fragment 4 is about the IT to be used for the development of a PM system. Fragment 4 implicitly makes choices about the software architecture. The architecture will rely on a DBMS with concurrent transactions. It is not specified if concurrency will be allowed among modelers or among performers. We declared that we wanted to use C++ for activity programming. This sentence means that we were planning to provide execution support, and activities to be executed had to be programmed in C++. Here, we must recall that other PMLs were based on programming languages at the same abstraction level as C++. SPELL 14 was based on Prolog and Arcadia
21
was based on the Ada language.
Fragment 5:
A software process model will change over time The modeling framework must also assist in the process of changing process models, and cope with the effects of the changes. (From 16 )
Fragment 5 opens up an important process modeling topic at the beginning of the 1990s, namely process evolution. This research was supported by theoretical work 18 . Other PM systems, like EPOS 14 and Spade 4 had paid considerable attention to evolution.
Fragment 6:
Our first experience in modeling a process with OO techniques used the Coad and Yourdon 7 OO analysis and design methods and supporting tools to model the process of a department of the FIAT car manufacturer. (From 16 ) Fragment 6 is a general declaration of intent about the process to be followed and its relation to users (a department of the FIAT car manufacturer). Specific OO techniques from software engineering will be exploited. IT is mentioned, there is a reference to the intention of exploiting supporting tools, but the specific tools are not mentioned here. We decided to model the Iveco quality manual as for some practical reasons that manual was available to us since we had some personal contacts at that organization. We decided to use OO theories. The rationale for this choice was that thedy were the mainstream theories for software design and programming at the time and that these theories were supported by available languages and tools.
Fragment 6 is about the choice of the first validating users (a department of the FIAT car manufacturer) and the kind of process to be modelled (a quality manual). Moreover, there is a reference to the choice of exploiting OO in general and Coad and Yourdon specifically.
Fragment 6 is in contrast with fragment 1. While in 1, we criticize the choice of other PM research projects of modeling only quality manuals of big organizations, here we choose to do the same. It is much easier to model a process manual than eliciting the process of an organization as it is. The latter activity requires a lot of insights in one organization and mutual trust between the organization and the modeling team, which we did not have.
Fragment 7:
In order to provide a simulation tool for our experiments, we also developed a prototype PSEE based on distributed OO programming techniques. The experience with the PSEE was resisted by the organization management that hardly perceived it as a real asset and considered it inapplicable on an organization-wide scale. Based on this experience, we focused our research on the elicitation of process models through object orientation. 
Fragment 8:
This preliminary experience in using OO design and analysis techniques used on an as-is basis for process modeling demonstrated that it is possible to model a software process at a high abstraction level by using pure OO analysis techniques without delving into low-level details. Moreover, our experience also demonstrated the effectiveness of object orientation in eliciting process models, since the models were used also as a means to communicate information to the process users.
Fragment 8 is about the validation of the first E3 experience. We were able to communicate the OO models back to the users who owned the process manuals, i.e., the quality manager and his group. This fragment does not describe what users liked or did not like about the offered features.
Fragment 9:
Nevertheless, despite the encouraging results, OO design and analysis techniques used on an as-is basis revealed some problems ... Fragment 10 is about the drawbacks of applying OO analysis methods directly to PM. At the present time of writing there are OO analysis methods with formally defined syntax and semantics. We regard fragment 10 as an IT issue. Since we did not have available languages (and supporting tools) with formal syntax and semantics, we set this as a requirement for a new language. Fragment 10 and all the fragments about language requirements and above all the choice of implementing the E3 PML are in contrast with fragment 1. After declaring that E3 should not develop a new language but rather invest effort in investigations, we decided to implement a new language only after one modeling attempt with one modeling language and tool. When I look back at that choice it seems to me that we did not reflect enough on our initial choices and intentions or on this decision to implement a new PML.
Fragment 11:
Process-dedicated syntax constructs are needed in order to enhance process understanding. Although our experience showed that the techniques we employed increase process understanding, they also indicated that nontrivial process models can consist of hundreds of classes and associations that appear to the user as a flat web of identical boxes and arrows. Hence, in order to enhance understanding, process-specific constructs mapped on the process components are needed, still using a graphical notation. (From 16 )
Fragment 11 derives from general software engineering knowledge. The idea is the same as that of predefined types in programming languages and it is an instantiation of the reuse theory. In E3 we combined this idea with that of assigning a special graphical syntax to the predefined classes and associations.
Fragment 12:
The Iveco model encompasses 161 classes and 585 associations. Since it does not make sense to present more than circa 10 classes in a single page, one needs policies to section the model for presentation purposes. When inspecting an OO process model, the data and control flow perspective are of primary importance. In our context, data flow means that for a given task class, one is interested in seeing which are the input and output classes, etc. In addition to the classical data and control flow, for a given task, it is useful to find out which are its responsible agents, and which tools it uses. (From 13 )
Fragment 12 is about the view mechanisms which have been found useful during the validation with users.
Fragment 13:
The Smalltalk simulation showed absence of trivial errors, e.g., deadlocks. However, it cannot be regarded as a true simulation in which probabilistic parameters are assigned to activities and resources as was suggested by the process owners. Also, the manual translation from E3 PML to Smalltalk can introduce errors. We have then abandoned this research path and we have decided to focus on static analysis instead. Static analysis is more suitable than dynamic simulation if the purpose of the models is understanding by humans and not execution. This assumption is supported by the fact that it was difficult for the users to understand and appreciate the Smalltalk simulation. (From 13 )
Fragment 13 is about the evaluation of the enaction feature and gives reasons why we abandoned this research path as a consequence of user interaction. Fragment 13 is consistent with fragment 7.
E3 version 1 and its validation

Fragment 14:
E3 PML enables class and association creation and definition. In the following, we will always refer to classes and associations and not to their instances. This is because the goal of our work is to provide descriptions of process manuals by means of process model templates.
Fragment 14 is also about instantiation. Here, we declared that the goal is to describe process manuals (and not real world processes as declared in 1), but not to provide enactment. This choice was inspired by related work.
Fragment 15:
The E3 PML is an object-oriented language augmented with association management. It offers a set of kernel classes and associations with process modeling semantics. Kernel classes are organized in an inheritance hierarchy as described in the following. A class inherits all the attributes, comments, and methods of its super-class, and all the associations defined for its super-class. Inherited features can be re-defined in the sub-class. (From 2 )
Fragment 15 is about the main characteristics of E3 PML version 1, which is an object-oriented language augmented with association management. This choice is driven by general software engineering knowledge.
Fragment 16:
Then, the tool offers four kinds of views, Inheritance, Task, Task Synchronization, and User, that implement respectively the OO (Inheritance view), functional (Task View), structural (Task Synchronization View), and informational (User View) perspectives (From 2 )
The choice of adding different views comes from software engineering theories and methods such as data flow diagrams and control flow diagrams. For the first version of the E3 system, these views were conceived for both change (or editing) and inspection.
Fragment 17:
The main weaknesses of E3v1 (E3 version 1) revealed by this case study are: lack of instance level facilities, lack of a flexible view mechanism, problems in the execution support (From 16 )
Fragment 17 is about validation of the first version of the E3 system in the context of the Iveco case study. The modeling requirements came from the users, i.e., the Iveco process owners and the students who modeled the process. The requirements derived from this validation were that there was the need to increase flexibility. The first version of the system enabled its users to navigate in a model of starting tasks. For a given task, it was possible to view its sibling tasks, its member tasks, and its related products, tools, and roles. In addition, the user view could display other items and their relationships in an unconstrained way. User Views were difficult to manage and not easy to use as they lacked a theory model. Flexible views needed to be defined. Also, the views provided by E3 p-draw v1 are taskoriented and do not enable the user to browse a model from a perspective that is different from the task view. For instance, it can be useful, for a given product to see which tasks consume it, or produce it, etc. This also applies to tools and roles.
Fragment 18:
E3 p-draw v1 does not support the Instance level. While a template is an abstract description for a set of models, a model is a description of a single process, including time and resource binding. If a template has to be understood and used, it must be possible to generate (either automatically or manually) instantiated models. (From 16 )
From conversations with the users we found out that we were not able to communicate to them the advantages of the Smalltalk simulation. The users were looking for a representation of the resource and time plan. From these interactions with our users, we derived this requirement about instantiated models.
E3 version 2 and its validation
Fragment 19:
A related issue was represented by portability. Version 1.0 was developed in C++ under DEC Ultrix because of its reliance on the object-oriented DBMS Object/DB we used as a model repository, and the Interviews library was used for GUI programming. Nevertheless, it became clear that support for PC boxes was highly desirable, due to their increasing pervasiveness. The implementation of version 2.0 minimized portability concerns through the adoption of the Java language 19 . Java enabled portability on all platforms supported, which presently include PCs as well as Unix boxes, and provided a uniform API for GUI programming. Portability becomes an issue when moving E3 from a student context at university to industrial settings 10 . The Olivetti case study was performed by master students who had not participated in the requirement definition of the E3 system. These students interacted with a quality manager from Olivetti and his group. However, the case study had been designed in a way that the objective was more that of asserting the validity of the E3 features than getting contructive feedback from users.
On the other hand, at university, the execution environment may coincide with the development one. The portability discussion was crucial to the decision of adopting Java for the second implementation of E3. The implementation of E3 version 2 started a few months after the release of the language. Fragment 19 about the implementation language is about IT and portability.
Fragment 20:
Moreover, the use of a true object-oriented language opened up interesting developments as far as simulation is concerned. Currently, E3p-draw elements are mapped onto Java classes and objects. E3 presently leaves the behavior of methods unspecified. Specifying such behavior with the Java language would lead to a nice integration of E3p-draw with subsystems providing dynamic analysis, simulation, or even enaction.
Fragment 20 is also about IT and opens up the question of enactment. Here it is interesting that the adoption of a new technology (Java) gave us some extra possibilities and we reconsidered the possibility of offering enactment.
Fragment 21:
In realistic process models like the one presented in the previous section, the number of process entities (e.g., tasks and artifacts) to be described tends to increase significantly. Consequently, developing a complete process model is a daunting activity that can seldom proceed in a straightforward top-down manner. In many situations, the only viable approach is to proceed both bottom-up and top-down until a reasonable description of the process is obtained. This requires flexible mechanisms to integrate multiple process fragments, which are often independently developed by different modelers.
Fragment 21 is about the need to have modularization facilities. It comes from user interaction with special reference to the case study performed at Olivetti.
Fragment 22:
The rationale of introducing the check property presence and check property absence operations is that textual information can sometimes be preferable to graphic snapshots. For example, when E3 models have to be parsed and processed by other automatic tools. (From 10 )
Fragment 22 is about the query mechanism. It is dictated mainly by compatibility issues with IT. This is also derived by the Olivetti case study.
Fragment 23:
The process modeling activities conducted during the past years have emphasized the importance of studying and understanding the associations among the entities of a process. The Olivetti experience confirmed this hypothesis. It is basically impossible to structure a process model statically in a way that any viewpoint or navigation path is smoothly supported. (From 10 )
Fragment 23 is about the validation of the association concept in the Olivetti case study.
Fragment 24:
We report from an experiment in which we compared the E3 PML with respect to the standard modeling language IDEF0 for the purpose of model construction. The experiment has been run as part of a process improvement course in which forty students participated. Our hypothesis was that E3 will lead to less problems than IDEF0 when constructing software process models. (From 17 )
Fragment 25:
As a conclusion from our data we are 90% sure that there will be less modeling problems when using E3 PML (From 17 )
Fragments 24 and 25 are about one formal experiment for evaluation of E3v2 in academic settings. The experiment was run according to guidelines like those formalised in 22 . The hypothesis E3 will lead to less problems than IDEF0 when constructing software process models in the experiment context (a process improvement course taken by forty students). The objects of the experiments were E3 and IDEF0. The experiment was run at NTNU in 1999. The choice of evaluating the E3 system by a formal experiment is influenced by software engineering trends as the interest in formal experimentation was increasing in those years. We chose to run the experiment in a classroom setting as it would have been expensive to pay professionals to do the same modelling job as we asked the students to do. At the same time, I was teaching a course about software process improvement in which software process modelling was in fact a topic. As can be observed from this fragment, or more generally from the whole paper, the goal of the validtaion was not that of extracting requirements or getting directions for improvement. Figure 1 shows an example of an E3 process model developed during the experiment reported in 17 . Fig. 1 . An edit view displaying one of the five E3 models developed during the experiment.
Fragment 26:
The problem was the overview. Even with a rather simple process like this one it is difficult to maintain control. The fact that one has to model both horizontal and vertical relationships in addition to document flow contributes to this. (From 17 )
In fragment 26 we report the two problems that students experienced when working with E3. Nevertheless the experiment reported in 17 was based on counting problems, here I interpret the reported problems.
This fragment is a negative validation of two E3 features: inspect by views (which should allow the user to keep control of the process model) and the kernel associations. The student here declares that it is difficult to keep control of a simple process model. He adds that horizontal and vertical relationships (we interpret these to be preorder and subtask) are difficult to combine with data flow (input and output).
E3 (version 2) PML and system: a summary
Here, there is a summary of the E3 features as they are provided by the existing implementation, that is, E3 version 2.
• E3 supports modeling of software development processes. Realworld processes can be represented by at least three kinds of process models:
-Instance: Captures the full details of a project. Hence, it includes the mapping between the entities of a model and those of the real world. A model is, therefore, concerned with allocation of resources and deadlines because they are essential information for the project. -Template: Captures the key aspects of one or more Quality Manuals and Projects Manuals to describe the general issues that can be reused in the description of other similar processes, or to define a model which can provide guidance for a class of processes. In a template there is no concern about the mapping of model entities onto projects. A template can be refined into a new and more accurate template. This is the case for a Projects Manual being described as a refined and extended version of the template describing the corresponding Quality Manual. -Meta-level: the level at which the building blocks of a template are defined.
• E3 does not suppport process enaction.
• E3 supports reuse by inheritance, by instantiation from template to instance level, and by module facilities. Once a module is created, it encompasses the kernel, i.e. predefined classes and associations with the respective meta-classes.
• The kernel consists of object-oriented classes to describe tasks, products, roles, and tools and associations among these elements, such as responsibility, preorder, aggregation, input, output, and connections between tools and tasks. If other kinds of entities need to be modeled, these must be created as specializations of the kernel classes. The same applies for associations.
• To create and modify new model elements, one needs to operate on edit views, which can be seen as workspaces.
• To inspect existing models, there are four kinds of derived views: simple, simple recursive, composite, and composite recursive. Basically, simple views visualize associations among classes, while composite views visualize aggregates together with the associations defined within them. A simple view is defined for a class and visualizes the class and all the association definitions the class participates in, except for aggregation associations. Derived views can be customized by hiding associations and classes. The user can specify which kind of associations need to be hidden and whether or not to visualize nodes connected by a currently invisible association. Each view (both workspaces and derived views) can be saved on persistent storage.
• Finally, base and derived views at the Template level provide an automated instantiation feature. The invocation of this operation generates a new base view at the Instance level containing an instance for every process element contained in the base view at the defined level. Additional instances can be defined by the user.
• E3p-draw provides a query mechanism to support static analysis of process models. The query mechanism will check the topology of the model, as determined by the definition of associations. For instance, it is possible to detect the presence of loops in an aggregation tree. More generally, E3p-draw provides support for checking whether or not a given property of association definition holds. For instance, one can check whether all the tasks of a given module have a responsible definition. Similarly, one can show tasks that lack a responsible definition. A query can be performed in the context of a whole module or of a view.
• E3p-draw is portable on all platforms which support Java. Table 1 shows the E3 requirements (rows) and the three dimentions given by the three research questions (columns). In the cells there are references to the fragments that give information about the relationships between requirements and research questions. Each cell tells a short story about the given E3 feature and its origin (users, IT, or theories). When several fragments are associated with a cell, these can be inconsistent. This is because they may have been written in different periods and they may refer to different implementations of the system. Inconsistencies can be observed among fragments of the same row. I regard these inconsistencies as valuable as they tell about the system evolution and its causes. From the analysis performed in this section, we can generalize that when we say something about RQ1 (How much user involvement was there in the definition of these requirements?), we use fragments that have something to do with empirical investigations.
Discussion
Requirement
For example, looking at the intersection between modelling and RQ1, we find fragments 1, 6, 24, and 25. While 1 is about limitations in other PM systems evaluations, 6 is about the validation settings of the first industrial trial of the E3 system (at a department of FIAT) and Coad and Yourdon OO analysis and design methods and supporting tools. Fragments 24 and 25 are about a formal experiment run in academic settings to evaluate E3 version 2.
Column RQ2 (in Table 1 ) is about How has IT evolution contributed to these requirements definition?. If we read the fragments associated to this column, they are in general about engineering and design choices. Fragment 6 appears both in column RQ1 and RQ2 as it declares both the industrial validation context and the tools used for the trial. Fragment 4 is clearly about technology and its implication for enaction and object oriented modelling.
Column RQ3 (table 1) is about How has general software engineering knowledge influenced this definition? And here we generally refer to literature-based pieces of research. Fragment 1 is in both column RQ1 and RQ3 as it is about validation of other PM systems as discussed in the literature.
Another way to look at Table 1 is to read, for each requirement, associated fragments in ascending order. For example, if one takes into consideration requirement automated instantiation, fragment 14 says something about the initial choice, dictated by related work, of not including the instance level. Furthermore, fragments 17 and 18 tell about the validation of the first version of the system, the lack of instance level facilities and the rationale for introducing them.
The two requirements process modelling and OO classes and associations are those for which there are most associated fragments. This is somewhat natural, since E3 was conceived as a process modelling system based on OO augmented with associations. One could argue that OO classes and associations are not a requirement but a design choice. Another discussion topic is whether it is meaningful to assess these two requirements in their entireness or if it would have been more valuable to decompose them into smaller entities, like for example, to regard classes and associations as two distinct entities to be evaluated.
Conclusions and further work
The E3 project started in 1992. The experiment reported in 17 was run in 1999. In this chapter I have provided a summary of the features of the E3 system, a short story (given by article fragments) of the process that has led to the definition and implementation of E3, and a critical reflection about the definition, implementation, and validation of the system reqirements.
Many requirements are common nowadays. At the time of writing, it is common for software organizations to use electronic process guides supported by web-based intranet systems. On the other hand, requirements like the use of meta-level facilities to reuse process model knowledge are not commonly accepted.
This chapter is a contribution for those that want to learn about an existing PM system. E3 is also available at 12 and can be easily installed and tried.
The story of the E3 project can be used to plan future work with the system. We can choose which of the three research questions we want to address further. On the IT axis, one can look for which off-the-shelf components (both commercial and open source) can be exploited to re-engineer the system. On the software engineering axis, one can look at new theories, for example, in the area of component-based software engineering, measurement, and global software development. On the users dimension, there is a trade-off between elicitation of new system requirements versus validation of existing requirements.
This chapter makes clear that we have used a combination of research methods, empirical engineering, and theory. In this way, this chapter is a lesson learnt about experience with the different methods. As future work, we want to continue exploiting empirical-based research methods for eliciting requirements from users. At the same time, if we want to let our system evolve, we must work as engineers to incorporate new technology into the system. One idea is to make the E3 project into an open source project.
