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Nagyme´retu˝, megb´ızhato´ e´s robusztus szoftverrendszerek elo˝a´ll´ıta´sa a szoftverfejleszte´s egy nagy
kih´ıva´sa manapsa´g. Az ipari szoftverfejleszte´sben a fejleszto˝knek tipikusan gyorsan kell jo´ megolda´st
adni egy proble´ma´ra e´s a forra´sko´d mino˝se´ge gyakran csak ma´sodlagos az ido˝nyoma´s miatt. Ma´sre´szro˝l
a forra´sko´d mino˝se´ge egy nagyon fontos te´nyezo˝, mert egy tu´l komplex e´s nehezen karbantarthato´
ko´d to¨bb programhiba´hoz e´s nehezebben fejlesztheto˝ rendszerhez vezet. Az e´rtekeze´s mo¨go¨tti ku-
tata´si munka´t az inspira´lta, hogy hate´konyabban e´s ko¨nnyebben tudjunk magas mino˝se´gu˝ szoftver-
rendszereket elo˝a´ll´ıtani az ipari szoftverfejleszte´sben, amivel a megrendelo˝k e´s a ve´gfelhaszna´lo´k e´lete´t
ko¨nnyebbe´ e´s hate´konyabba´ tudjuk tenni.
A disszerta´cio´ ke´t te´ma´t o¨lel fel: szimbolikus ve´grehajta´s felhaszna´la´sa´t futa´sideju˝ hiba´k de-
tekta´la´sa ce´lja´bo´l, valamint refaktoring teve´kenyse´gek vizsga´lata´t a gyakorlatban. Mindke´t te´mako¨r a
forra´sko´d mino˝se´g teru¨lete´n helyezheto˝ el.
A szimbolikus ve´grehajta´s egy programelemze´si technika, amely felte´rke´pezi e´s ve´grehajtja a
program lehetse´ges ve´grehajta´si u´tvonalait u´gy, hogy az input adatokat ismeretlen va´ltozo´kke´nt,
u´gynevezett szimbolikus va´ltozo´kke´nt kezeli. A szimbolikus ve´grehajta´s fo˝ felhaszna´la´si teru¨letei a
magas lefedettse´get eredme´nyezo˝ tesztinput genera´la´s, valamint olyan inputok genera´la´sa, ami prog-
ramhiba´hoz vezet e´s annak lea´lla´sa´t eredme´nyezi. A mo´dszer ke´pes olyan programhiba´kat megtala´lni,
amiket rendk´ıvu¨l nehe´z e´s ko¨ltse´ges lenne tesztele´ssel detekta´lni, valamint exponencia´lisan no¨vekedne a
jav´ıta´s ko¨ltse´ge is, amennyiben nem fedezne´nk fel ezeket a proble´ma´kat a program futtata´sa elo˝tt. Az
e´rtekeze´sben futa´sideju˝ programhiba´k detekta´la´sa´ra fo´kusza´lunk (mint pe´lda´ul null pointer dereferen-
cia, to¨mb tu´lindexele´s, nulla´val valo´ oszta´s, stb.) a kritikus ve´grehajta´si u´tvonalak felte´rke´peze´se´vel,
amelyet szimbolikus ve´grehajta´ssal teszu¨nk meg. Jelenleg az egyik legnagyobb kih´ıva´s a szimbolikus
ve´grehajta´s teru¨lete´n a lehetse´ges ve´grehajta´si u´tvonalak o´ria´si sza´ma, ami exponencia´lisan no¨vekszik.
Az e´rtekeze´sben a fenti proble´ma´ra adunk lehetse´ges megolda´st azzal, hogy a szimbolikus ve´g-
rehajta´st meto´dus szinten ve´gezzu¨k el, azaz a program minden meto´dusa´ra ku¨lo¨n-ku¨lo¨n ind´ıtunk
egy elemze´st. Emellett megvizsga´ltuk, hogy az a´llapoteret hogyan tudjuk optima´lisan korla´tozni,
tova´bba´ u´j beja´ra´si algoritmusokat is fejlesztettu¨nk. Hogy a potencia´lis futa´sideju˝ hiba´k detekta´la´sa´t
hate´konyabba´ tegyu¨k, egy olyan u´j algoritmust javasolunk, amely ko¨veti a szimbolikus va´ltozo´k ko¨zo¨tti
o¨sszefu¨gge´seket a szimbolikus ve´grehajta´s alatt.
A forra´sko´d refaktoring egy ne´pszeru˝ e´s hate´kony technika programok belso˝ mino˝se´ge´nek jav´ıta´sa´ra.
A refaktoring fogalma´t Fowler [10] vezette be. Eredetileg azt javasolta, hogy ko´dola´si szaba´lyse´rte´sek
e´s gyanu´s ko´dre´szletek (u´n. code smell-ek) kellene, hogy mutassa´k a refaktoringgal jav´ıtando´ konst-
rukcio´kat. Ma´sre´szro˝l viszont keve´s olyan tanulma´ny lelheto˝ fel, amely azt vizsga´lja, hogy mikor, mie´rt
e´s hogyan alkalmaznak a fejleszto˝k refaktoringot a mindennapi szoftverfejleszte´sben, e´s mik a ro¨vid
e´s hosszu´ ta´vu´ hata´sai a karbantarthato´sa´gra e´s a ko¨ltse´gekre ne´zve. Ha megva´laszolna´nk ezeket a
ke´rde´seket e´s mege´rtene´nk, hogy a fejleszto˝k hogyan alkalmaznak forra´sko´d refaktoringot a gyakor-
latban, akkor olyan mo´dszereket e´s eszko¨zo¨ket fejleszthetne´nk, amelyek hate´konyabba´ tudna´nk tenni
az ipari szoftverfejleszte´st. Hogy ta´mogassuk a ke´so˝bbi kutata´sa´t a forra´sko´d refaktoringok gyakor-
lati alkalmaza´sa´nak, elke´sz´ıtettu¨nk egy publikusan ele´rheto˝ refaktoring adatba´zist. Az adatba´zis ny´ılt
forra´su´ Java rendszerekben tala´lt refaktoringokat e´s forra´sko´d metrika´kat tartalmaz. Felhaszna´la´sa´val
a refaktoringok forra´sko´d metrika´kra, valamint a karbantarthato´sa´gra gyakorolt hata´sa´t vizsga´ltuk,
amik fontos mino˝se´gi jellemzo˝k a szoftverfejleszte´sben.
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Az e´rtekeze´s ne´gy te´zispontot tartalmaz, amelyeket ke´t fo˝ re´szbe szerveztu¨nk. Jelen te´zisfu¨zet
egy-egy ku¨lo¨n fejezetben foglalja o¨ssze az egyes te´zispontok eredme´nyeit .
I. re´sz




A szimbolikus ve´grehajta´s [15] le´nyege, hogy a programot nem konkre´t input adatokon futtatjuk,
hanem ismeretlen va´ltozo´kke´nt, u´gynevezett szimbo´lumke´nt kezelju¨k a bemenetet, a kimenet pedig
ezen va´ltozo´k egy fu¨ggve´nye lesz. Egy szimbolikus va´ltozo´ egy konkre´t va´ltozo´ lehetse´ges e´rte´keinek
halmaza, ı´gy egy szimbolikus programa´llapot is konkre´t programa´llapotok halmaza lesz. Amikor a
szimbolikus ve´grehajta´s egy olyan felte´teles veze´rle´si szerkezethez (pe´lda´ul if utas´ıta´shoz) e´r, amelyben
a logikai kifejeze´s tartalmaz legala´bb egy szimbolikus va´ltozo´t, azt nem lehet kie´rte´kelni, igaz e´s hamis
egyara´nt lehet, eze´rt a ve´grehajta´s mindke´t a´gon tova´bbhalad. Ekke´ppen, elme´letben szimula´lni tudjuk
a program o¨sszes lehetse´ges ve´grehajta´si u´tvonala´t.
Szimbolikus ve´grehajta´s ko¨zben karban tartunk egy u´gynevezett path condition-t (PC). A path
condition egy kvantormentes logikai formula, melynek inicia´lis e´rte´ke igaz, e´s a va´ltozo´i pedig a
program szimbolikus va´ltozo´i. Amikor a ve´grehajta´s ele´r egy felte´teles utas´ıta´shoz, melyben sze-
replo˝ logikai kifejeze´s tartalmaz legala´bb egy szimbolikus va´ltozo´t, akkor a kifejeze´st logikai E´S
mu˝velettel hozza´kapcsoljuk a megle´vo˝ PC-hez az igaz a´gon, illetve annak nega´ltja´t a hamis a´gon.
A PC ilyen mo´don to¨rte´no˝ bo˝v´ıte´se´vel, minden ve´grehajta´su´ a´ghoz egy egyedi, szimbolikus va´ltozo´k
feletti formula´t rendelu¨nk. Amellett, hogy a fenti mo´don bo˝v´ıtju¨k a PC-t, a szimbolikus ve´grehajta´sban
u´gynevezett constraint solver (korla´toza´s kiele´g´ıto˝) programokat is haszna´lunk. A constraint solver
a PC kiele´g´ıte´se´re haszna´latos. Olyan konkre´t e´rte´keket rendel a szimbolikus va´ltozo´khoz, amelye-
ket behelyettes´ıtve a logikai formula kiele´gu¨l. Amennyiben egy ponton a PC kiele´g´ıthetetlen, egy
ellentmonda´sos ve´grehajta´si a´gon vagyunk, amin nincs e´rtelme tova´bbhaladni.
A lehetse´ges ve´grehajta´si u´tvonalak egy ira´ny´ıtott ko¨rmentes gra´fot definia´lnak, amit szimbolikus
ve´grehajta´si fa´nak nevezu¨nk. A fa egyes pontjai egy-egy szimbolikus programa´llapotot reprezenta´lnak.
Az 1. a´bra a szimbolikus ve´grehajta´s folyamata´t demonstra´lja.
A szereplo˝ ko´d szimbolikus ve´grehajta´sa´t a 1 (b) a´bra´n illusztra´ltuk a szimbolikus ve´grehajta´si fa
a´bra´zola´sa´val. Az x e´s y va´ltozo´kat kezelju¨k szimbolikusan, a hozza´juk tartozo´ szimbo´lumok legyenek
X e´s Y. Amikor a ve´grehajta´s ele´ri az elso˝ if utas´ıta´st a 3. sorban, ke´t leheto˝se´g van: a logikai
kifejeze´s lehet igaz e´s hamis is; eze´rt a ve´grehajta´s ela´gazik e´s a logikai kifejeze´st illetve annak nega´ltja
hozza´kapcsoljuk a PC-hez az ala´bbi mo´don:
true ∧X > Y ⇒ X > Y, e´s true ∧ ¬(X > Y )⇒ X ≤ Y
A 8. sorban a ve´grehajta´s hasonlo´an ela´gazik.
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(a) (b)
1. a´bra. (a) Pe´ldako´d, amely ke´t ege´sz sza´m szemegyenesen me´rt ta´volsa´ga´t sza´m´ıtja ki (b) A
pe´ldako´d szimbolikus ve´grehajta´si fa´ja az x e´s y va´ltozo´k szimbolikus kezele´se´vel
1. te´zispont: Meto´dus szintu˝ szimbolikus ve´grehajta´s futa´sideju˝
hiba´k detekta´la´sa´ra valo´s me´retu˝ szoftverrendszerekben
A futa´sideju˝ hiba´k to¨bbse´ge gyakran csak tesztele´ssel der´ıtheto˝ fel. A tesztele´s azonban rendk´ıvu¨l
ko¨ltse´ges, illetve a karbantarta´si munka´k, ku¨lo¨no¨sen a hibajav´ıta´s szinte´n jelento˝s ko¨ltse´geket eme´szt
fel. A ce´lunk az, hogy kifejlesszu¨nk egy olyan mo´dszert e´s eszko¨zt, amely a szoftverfejleszte´si folyamat
fenti fa´zisait ta´mogatja aza´ltal, hogy futa´sideju˝ kive´teleket (mint pe´lda´ul NullPointerException vagy
ArithmeticException) detekta´l Java programokban, illetve olyan vesze´lyes ko´dre´szletekre mutat ra´,
amelyek mintegy ido˝z´ıtett bombake´nt viselkednek a fejleszte´s ke´so˝bbi szakaszaiban.
A szimbolikus ve´grehajta´s programelemzo˝ technika´t [15] haszna´ltuk fel arra, hogy megvalo´s´ıtsuk
ezt az eszko¨zt. Szimbolikus ve´grehajto´ motorke´nt a Symbolic PathFinder-t (SPF) [21] haszna´ltuk
fel, amely a Java PathFinder (JPF) [13] ve´grehajta´si ko¨rnyezet (egy specia´lis Java virtua´lis ge´p) egy
kiterjeszte´se, amelyet Java programok verifika´la´sa´ra ke´sz´ıtettek.
Ahhoz, hogy a program ve´grehajta´si u´tvonalaibo´l a´llo´ a´llapotte´r me´rete kezelheto˝ maradjon, egy
olyan futtato´ko¨rnyezetet valo´s´ıtottunk meg, amely tetszo˝leges Java program meto´dusait ku¨lo¨n-ku¨lo¨n,
egyese´vel ke´pes szimbolikus ve´grehajta´ssal elemezni. Ha hagyoma´nyosan alkalmazna´nk ezt a tech-
nika´t, vagyis kiza´ro´lag a program bele´pe´si pontja´t jelento˝ main() meto´dusbo´l ind´ıtana´nk az elemze´st,
az a´llapotte´r kezelhetetlen me´retu˝re no˝ne ma´r az elemze´s eleje´n, eze´rt a programko´d tu´lnyomo´ re´sze´t
el sem e´rne´nk.
A Symbolic PathFinder fejleszto˝inek koncepcio´ja az volt, hogy a programot hagyoma´nyosan kez-
dik ve´grehajtani, ahogy a valo´s ve´grehajta´si ko¨rnyezetben is to¨rte´nne, majd a program komplexebb,
valo´sz´ınu˝leg to¨bb hiba´t tartalmazo´ re´szein a´tva´ltanak szimbolikus ve´grehajta´sra [22]. A mo´dszer
elo˝nye, hogy mivel norma´l mo´don kezdju¨k futtatni a programot a valo´s kontextusban, nagyobb ese´llyel
tala´lunk igazi hiba´kat. Pe´lda´ul, globa´lis va´ltozo´k e´rte´ke ma´r elo˝re bea´ll´ıtott lesz, de ha ezeket a
va´ltozo´kat szimbolikusan kezelju¨k, olyan eseteket is megvizsga´lunk, amelyek sosem fordulnak elo˝ a
valo´s futtata´s sora´n. Ha´tra´nya, hogy nehe´z behata´rolni a program proble´ma´s pontjait, ahol a´t kelle-
ne va´ltani szimbolikus ve´grehajta´sra. Ehhez elo˝zetes tuda´s, vagy munka szu¨kse´ges. Tova´bbi ha´tra´ny,
hogy a programot manua´lisan kell futtatni u´gy, hogy a veze´rle´s ele´rje azokat a meto´dusokat, amelyeket
szimbolikusan elemezu¨nk majd.
Ezzel szemben az a´ltalunk kifejlesztett eszko¨z a program o¨sszes meto´dusa´t egyese´vel elemzi szimbo-
likus ve´grehajta´ssal. Elo˝nye az, hogy felhaszna´lo´nak nem kell semmife´le manua´lis futtata´st elve´gezni,
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2. a´bra. (a) Az o¨sszesen megvizsga´lt meto´dusok e´s a JPF/SPF hiba´k sza´ma (b) A sikeresen elemzett
meto´dusok e´s az ebbo˝l hiba´t tartalmazo´k sza´ma
az ege´sz folyamat automatiza´lhato´. Emellett a szimbolikus a´llapotte´r is korla´tozott marad, mivel
nem a teljes program szimbolikus ve´grehajta´sa´t ind´ıtjuk el, hanem annak re´szeit ku¨lo¨n-ku¨lo¨n. A mi
mo´dszeru¨nk azt is leheto˝ve´ teszi, hogy oszta´lyko¨nyvta´rakat is elemezzu¨nk, amelyek nem rendelkeznek
main() meto´dussal, mint pe´lda´ul a log4j naplo´zo´ko¨nyvta´r.
Egy ilyen ve´grehajta´si ko¨rnyezet megvalo´s´ıta´sa´hoz azt kell ele´rnu¨nk, hogy a veze´rle´s sorban ra´keru¨ljo¨n
az o¨sszes meto´dusra. Azonban mivel az JPF egy virtua´lis ge´p, a program bele´pe´si pontja´t tartalmazo´
oszta´lyt kell a´tadni neki, ahonnan kezdi a futtata´st, nem tudjuk tetszo˝leges meto´dusto´l elind´ıtani
azt, kiza´ro´lag a main()-bo˝l. A proble´ma megolda´sa´ra a program minden meto´dusa´hoz genera´lunk
egy veze´rlo˝ oszta´lyt, amely tartalmaz egy main meto´dust, e´s az egyetlen feladata az, hogy a´tadja
a veze´rle´st annak a meto´dusnak, amit elemezni szeretne´nk e´s, hogy elve´gezze az ezzel kapcsolatos
o¨sszes teendo˝t.
A meto´dusokat szimbolikusan ve´grehajtva meghata´rozzuk azokat a ve´grehajta´si u´tvonalakat, ame-
lyek Java kive´telt dobnak, tova´bba´ az algoritmusunk tesztinputokat is genera´l ezekhez az u´tvonalakhoz,
amelyek a norma´l futa´s sora´n hiba´ra vezetik a programot.
Amellett, hogy kisme´retu˝ pe´ldaprogramokon teszteltu¨k a kifejlesztett eszko¨zt, ha´rom nagyme´retu˝
ny´ılt forra´su´ rendszeren is futtattuk, amelyekben sza´mos futa´sideju˝ proble´ma´t tala´ltunk. A ha´rom
rendszer az ArgoUML modellezo˝ program, az log4j naplo´zo´ko¨nyvta´r e´s a jEdit szo¨vegszerkeszto˝ volt.
A log4j naplo´zo´ko¨nyvta´rban tala´lt hiba´k ko¨zu¨l to¨bbet is megtala´ltunk a rendszer hibako¨veto˝ rend-
szere´ben, mint valo´s, bejelentett hiba´t.
A 2 (a) a´bra az egyes programokban elemzett meto´dusok sza´ma´t mutatja. A log4j 1242 meto´dusa´n
futtattuk a hibadetekta´la´st, amely ko¨zu¨l csak 757-et tudunk sikeresen leelemezni, 474 esetben az
elemze´s a lea´llt a Java PathFinder (vagy a Symbolic PathFinder) hiba´ja miatt. Az ArgoUML esete´ben
is fenna´llt az, hogy sza´mos meto´dust nem tudtunk leelemezni, a futtata´sok to¨bb, mint fele sikertelenu¨l
e´rt ve´get. A jEdit-ne´l is hasonlo´ ara´nyt tapasztaltunk. Sajnos a´ltala´nossa´gban elmondhato´, hogy JPF
gyakran va´ratlanul lea´llt ku¨lo¨nbo¨zo˝ hibau¨zenetek k´ıse´rete´ben.
JPF gyakori lea´lla´snak ellene´re a kifejlesztett eszko¨z sza´mos futa´sideju˝ kive´telt detekta´lt mindha´rom
programban. A 2 (b) a´bra kiemeli, hogy ha´ny meto´dust elemeztu¨nk le sikeresen, e´s hogy ezek ko¨zu¨l
ha´nyban tala´ltunk egy vagy to¨bb potencia´lis futa´sideju˝ hiba´t.
Fontos megjegyezni, hogy nem minden az eszko¨z a´ltal jelzett hiba jelent felte´tlenu¨l a valo´s futa´s
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sora´n is megjeleno˝ hiba´t. Ennek az az oka, hogy az elemze´s egy mesterse´gesen le´trehozott ko¨rnye-
zetben to¨rte´nt, ami miatt hamis pozit´ıv tala´latok jelenhetnek meg. A mo´dszer e´s a hibatala´latok
e´rve´nyesse´ge´t azzal igazoltuk, hogy az elemzett programok hibako¨veto˝ rendszereiben tala´ltunk olyan
bejelente´seket, amelyek arro´l sza´molnak be, hogy a program lea´lla´sa´t a mi eszko¨zu¨nk a´ltal is megtala´lt
futa´sideju˝ kive´tel okozta.
Ezen bejelente´sek lista´ja:
• Az elso˝ hibabejelente´s szerint a log4j 1.2.14-es verzio´ja´t haszna´lo´ program egy
NullPointerException miatt a´llt le.
URL: https://issues.apache.org/bugzilla/show bug.cgi?id=44038
• A ko¨vetkezo˝ proble´ma a log4j 1.2.25-o¨s verzio´ja´ban le´pett fel. A jelente´s szerint a program
lea´lla´st a org.apache.log4j.NDC.remove() meto´dus 377-edik sora´ro´l e´rkezo˝
NullPointerException okozta.
URL: https://issues.apache.org/bugzilla/show bug.cgi?id=45335
• Szinte´n a log4j 1.2.15-o¨s verzio´ja´ban a org.apache.log4j.net.SyslogAppender oszta´ly 312.
sora´ro´l a´llap´ıtottuk meg, hogy NullPointerException forra´sa lehet. URL:
https://issues.apache.org/bugzilla/show bug.cgi?id=46271
A szerzo˝ hozza´ja´rula´sa az eredme´nyekhez A szerzo˝ te´rke´pezte fel a szimbolikus ve´grehajta´s
mo´dszere´t e´s a Symbolic PathFinder ve´grehajto´ motor leheto˝se´geit, illetve azt, hogy hogyan alkal-
mazhato´ mindez futa´sideju˝ programhiba´k megtala´la´sa´ra. A meto´dus szintu˝ szimbolikus ve´grehajta´s
kidolgoza´sa e´s a futtato´ko¨rnyezet megvalo´s´ıta´sa, ami elve´gzi az elemze´st teljes ege´sze´ben a szerzo˝
munka´ja. Az o˝ e´rdeme a futa´sideju˝ hiba´k detekta´la´sa azzal, hogy megvalo´s´ıtott egy u´j modult
a Symbolic PathFinderben, ami visszaadja a hiba´ra vezeto˝ ve´grehajta´si u´tvonalat e´s az elemzett
meto´dusnak ehhez az u´tvonalhoz tartozo´ parame´tereze´se´t, amely tesztinputke´nt felhaszna´lhato´. A
megtala´lt futa´sideju˝ kive´telek a´tvizsga´la´sa e´s azok e´rve´nyesse´ge´nek bizony´ıta´sa azzal, hogy megkeres-
te o˝ket az elemzett progoramok hibako¨veto˝ rendszereiben szinte´n a szerzo˝ munka´ja volt. A szerzo˝
sza´mos alkalommal felvette a kapcsolatot a Symbolic PathFinder fejleszto˝ivel, hogy olyan blokkolo´
hiba´kat jelentsen be, amelyek ha´tra´ltatta´k a kutata´st.
2. te´zispont: U´j felte´telrendszer e´p´ıto˝ mechanizmus szimboli-
kus ve´grehajta´shoz futa´sideju˝ hibadetekta´la´s pontos´ıta´sa´ra
A Szegedi Tudoma´nyegyetem Szoftverfejleszte´s Tansze´ke´n fejlesztett szimbolikus ve´grehajto´ motor,
a Symbolic Checker Java programokban ke´pes futa´sideju˝ proble´ma´kat (mint pe´lda´ul null pointer
dereferencia to¨mb alul- e´s tu´lindexele´s, nulla´val valo´ oszta´s) detekta´lni ane´lku¨l, hogy a programot
valo´s ko¨rnyezetben futtatni kellene. A szimbolikus ve´grehajta´s elme´lete szerint a programot nem
konkre´t input adatokon futtatjuk, hanem ismeretlenekke´nt, u´n. szimbolikus va´ltozo´kke´nt kezelju¨k a
bemenetet. Amikor a program ve´grehajta´sa egy olyan felte´teles veze´rle´si szerkezethez e´r, amelyben a
logikai kifejeze´s tartalmaz szimbolikus va´ltozo´t, az igaz e´s a hamis a´gon is folytato´dni fog a ve´grehajta´s.
Ezekne´l az ela´gaza´si pontokna´l a veze´rle´si szerkezetben szereplo˝ logikai kifejeze´st feljegyezzu¨k e´s
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tova´bbvisszu¨k az igaz a´gon, illetve annak nega´ltja´t a hamis a´gakon. Ennek megfelelo˝en az o¨sszes
ve´grehajta´si u´tvonalhoz egy egyedi, szimbolikus va´ltozo´k feletti formula´t rendelu¨nk, amelyet path
condition-nek (PC) nevezu¨nk.
Ebben a te´zispontban bemutatunk egy a fent le´ırtakto´l elte´ro˝ felte´telrendszer e´p´ıto˝ mechanizmust,
amely pontos´ıtja a Symbolic Checker a´ltal adott futa´sideju˝ hibatala´latokat azzal, hogy a programban
le´vo˝ e´rte´kada´sokat is felte´telke´nt kezeli. Ennek ko¨szo¨nheto˝en ko¨vetni tudjuk a szimbolikus va´ltozo´k
ko¨zo¨tti fu¨ggo˝se´geket kibo˝v´ıtve a path condition fele´p´ıte´se´nek eredeti koncepcio´ja´t.
Az kifejlesztett felte´telrendszer e´p´ıto˝ mechanizmus le´nyege, hogy amennyiben az elemze´s ko¨zben a
program olyan felte´teleket definia´l, amelyek egye´rtelmu˝en meghata´rozza´k valamely szimbolikus va´ltozo´
e´rte´ke´t, akkor ezek a szimbo´lumok a konkre´t e´rte´kke´ alak´ıthato´k, e´s a szimbolikus ve´grehajta´s u´gy
folytato´dhat az aktua´lis u´tvonalon, hogy ezeket a konkretiza´lt va´ltozo´kat haszna´lja. Ha a fenti mo´don
konkretiza´ljuk bizonyos szimbolikus va´ltozo´k e´rte´ke´t, olyan hiba´kat is megtala´lhatunk, amelyeket egy
konvenciona´lis szimbolikus elemzo˝ nem ke´pes, hiszen szimbolikus ve´grehajta´s folyama´n csak akkor
jelzu¨nk hiba´t, ha azt egy konkre´t e´rte´k va´ltotta ki. Ha egy va´ltozo´t szimbo´lumke´nt kezelu¨nk, az
azt jelenti, hogy annak e´rte´ke ke´tse´ges, nem ismert. Teha´t pe´lda´ul, ha egy kifejeze´st elosztunk egy
e´rte´kkel, amiro˝l tudjuk, hogy nulla az aktua´lis ve´grehajta´si u´tvonalon (kifejezes/0), akkor az eszko¨z
hiba´t jelez, ha azonban ezt a kifejeze´st egy szimbo´lummal osztjuk (kifejezes/szimbolum), nincs
hibajelze´s.
A kora´bban eml´ıtett felte´teleket a veze´rle´si szerkezetekben le´vo˝ logikai kifejeze´se´k e´s a program
e´rte´kada´si definia´lja´k ide e´rtve a Java nyelv inkrementa´lo´ e´s dekrementa´lo´ opera´torait is (++,−−).
O¨sszesse´ge´ben a javasolt felte´telrendszer e´p´ıto˝ mechanizmus ce´lja az, hogy konkretiza´lni tudjuk
a leheto˝ legto¨bb szimbolikus va´ltozo´t, aminek ko¨szo¨nheto˝en to¨bb futa´sideju˝ hiba´t tala´lhatunk meg.
Ahhoz, hogy ezt ele´rju¨k, (1) fel kell e´p´ıteni egy specia´lis path condition-t a szimbolikus ve´grehajta´s a´ltal
beja´rt u´tvonalakhoz, amely tartalmazza azokat a szimbolikus va´ltozo´k ko¨zo¨tti fu¨ggo˝se´geket is, amiket a
program e´rte´kada´sai definia´lnak, valamint (2) ha a PC-ben le´vo˝ felte´telek egye´rtelmu˝en meghata´rozza´k
bizonyos szimbolikus va´ltozo´k e´rte´ke´t, akkor a ve´grehajta´st ezen szimbo´lumokat e´rte´kke´ alak´ıtva kell
folytatni az aktua´lis u´tvonalon. A felva´zolt mo´don kibo˝v´ıtett path condition is tartalmazza azokat a
felte´teleket, amelyek a konvenciona´lis mo´dszerrel e´p´ıtett PC-ben vannak, vagyis ha a PC kiele´g´ıtetlen,
az ugyanu´gy azt jelenti, hogy ellentmonda´sos a´gon vagyunk, e´s nincs e´rtelme folytatni az elemze´st
ezen az u´tvonalon. Ezzel hamis pozit´ıv hibatala´latok szu˝rheto˝ek ki.
Az 1. ko´dre´szlet a kibo˝v´ıtett PC elo˝nye´t szemle´lteti.
1 // legyen c egy int szimbolum
2 double b = 2∗c + 4;
3 int a = b + 9;
4 if (a > 8) {
5 ...
6 if (a < 10) {
7 // b konkretizalasa
8 int p = 1/b;
9 }
10 }
1. ko´dre´szlet. Pe´ldako´d, amin a kifejlesztett algoritmus szimbo´lumot konkretiza´l
A ko´dre´szletet szimbolikusan ve´grehajtva a c va´ltozo´ szimbolikus kezele´se´vel a ko¨vetkezo˝ felte´tel-
rendszert e´p´ıti fel az u´j algoritmus a 7. soron a´llva:
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a > 8 ∧ a = b+ 9 ∧ b = 2 · c+ 4 ∧ a < 10.
A fenti felte´telrendszer tartalmazza az if utas´ıta´sokban megadott felte´teleket, valamint az a
szimbo´lum fu¨ggo˝se´geit, vagyis az a va´ltozo´t definia´lo´ e´rte´kada´sokat. A felte´telrendszer kiele´g´ıte´se
uta´n azt kapjuk, hogy a e´rte´ke csakis 9 lehet, amibo˝l ko¨vetkezik, a b e´s c szimbo´lumok e´rte´ke is:
b = 0.0 e´s c = −2. Ha a ve´grehajta´st a b = 0.0 e´rte´kkel folytatjuk, a 8. sorban egy nulla´val valo´
oszta´s detekta´lhato´. Amennyiben a b szimbo´lum nem szerepelt volna a PC-ben, e´s ha az egye´rtelmu˝
e´rte´keket nem haszna´ltuk volna fel, a nulla´val valo´ oszta´s detekta´la´sa meghiu´sult volna.
Valo´s me´retu˝ szoftverrendszerekben igaza´n nagy me´retu˝ felte´telrendszerek keletkezhetnek, amelyek
sok szimbo´lumra ı´rhatnak fel ku¨lo¨nbo¨zo˝ felte´teleket. Ko¨nnyen bela´thato´ az, hogy egy nagyme´retu˝ fel-
te´telrendszert kie´rte´kelve, kicsi annak az ese´lye, hogy annak pontosan egy megolda´sa legyen. A
proble´ma megolda´sa e´rdeke´ben a PC-t o¨sszefu¨ggo˝ komponensekre bontjuk, azaz olyan re´szfelte´telhal-
mazokra, amelyek fu¨ggetlenek abban az e´rtelemben, hogy nem tartalmazza´k ugyanazt a szimbolikus
va´ltozo´t. Ke´t felte´tel akkor keru¨l ugyanabba a komponensbe, ha tartalmaznak legala´bb egy ko¨zo¨s
va´ltozo´t. Ezuta´n az o¨sszefu¨ggo˝ komponensek ku¨lo¨n-ku¨lo¨n kiele´g´ıtheto˝k, e´s ha ko¨zu¨lu¨k valamelyik
egye´rtelmu˝en meghata´rozza egy szimbo´lum e´rte´ke´t, akkor az a ke´so˝bbiekben felhaszna´lhato´. A fenti
dekompoz´ıcio´ elve´geze´se uta´n a path condition felte´telhalmazok halmaza lesz.
A felte´telrendszer fele´p´ıte´se´hez e´s kiele´g´ıte´se´hez a ny´ılt forra´su´ Gecode [11] korla´toza´s kiele´g´ıto˝
eszko¨zke´szletet haszna´ltuk fel.
Az u´j felte´telrendszer e´p´ıto˝ mechanizmus haszna´lata´val olyan potencia´lis futa´sideju˝ hiba´kat is meg-
tala´lhatunk, amelyre egy konvenciona´lis szimbolikus ve´grehajto´ eszko¨z nem ke´pes. Azzal, hogy szim-
bolikus va´ltozo´kat konkretiza´lunk, a szimbolikus ve´grehajta´si fa me´rete cso¨kken, amivel az elemze´shez
szu¨kse´ges ido˝ e´s memo´riaige´ny is reduka´lo´dik. A kifejlesztett mo´dszer elo˝nyeit ku¨lo¨nbo¨zo˝ pe´ldako´dokon
szemle´ltetju¨k, kihangsu´lyozva a ku¨lo¨nbse´geket egy konvenciona´lis szimbolikus ve´grehajto´ eszko¨zho¨z
e´s a Symbolic Checker felte´telrendszer e´p´ıte´s ne´lku¨li verzio´ja´hoz hasonl´ıtva a javasolt algoritmust.
Valo´s, nagyme´retu˝ rendszerekben is tala´ltunk olyan potencia´lis futa´sideju˝ hiba´kat, amik megtala´la´sa
a hagyoma´nyos u´ton nem lenne lehetse´ges.
A szerzo˝ hozza´ja´rula´sa az eredme´nyekhez A szerzo˝ re´szt vett a Symbolic Checker szimbolikus
ve´grehajto´ motor fejleszte´se´ben vezeto˝ fejleszto˝ke´nt. O˝ dolgozta ki a bemutatott felte´telrendszer e´p´ıto˝
mechanizmust, megvalo´s´ıtotta e´s integra´lta azt a Symbolic Checker-be. A mo´dszer kie´rte´kele´se e´s
o¨sszehasonl´ıta´sa a konvenciona´lis megko¨zel´ıte´ssel, valamint a pe´ldako´dokon e´s a valo´s rendszereken
to¨rte´no˝ tesztelemze´sek futtata´sa szinte´n a szerzo˝ munka´ja volt.
3. te´zispont: U´j beja´ra´si algoritmusok e´s az a´llapotte´r korla´-
toza´sok empirikus vizsga´lata a szimbolikus ve´grehajta´sban
A szimbolikus ve´grehajto´ motor, amit a Szegedi Tudoma´nyegyetem Szoftverfejleszte´s Tansze´ke´n
ke´sz´ıtettu¨nk komolyabb fejleszte´seken esett a´t, e´s az u´j RTEHunter nevet kapta. A szimbolikus
ve´grehajta´s elme´lete´nek megfelelo˝en, az RTEHunter fele´p´ıti a lehetse´ges ve´grehajta´si utak fa´ja´t, amit
szimbolikus ve´grehajta´si fa´nak nevezu¨nk. Futa´sideju˝ proble´ma´kat u´gy detekta´l az eszko¨z, hogy beja´rja
ezt a fa´t ve´grehajtva a szo´ban forgo´ u´tvonalakat, e´s amennyiben egy bizonyos felte´tel teljesu¨l, hiba´t
jelez. A ve´grehajta´si utak sza´ma azonban exponencia´lisan no¨vekszik az ela´gaza´si pontok sza´ma´val,
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3. a´bra. A megtala´lt hiba´k sza´ma´nak no¨vekede´se az elemze´s ideje´nek no¨vekede´se´vel ku¨lo¨nbo¨zo˝
me´lyse´gkorla´tokat alkalmazva.
vagyis a teljes ve´grehajta´si fa beja´ra´sa lehetetlen a gyakorlatban. Ez a proble´ma azzal kezelheto˝, hogy
ku¨lo¨nbo¨zo˝ mo´dokon korla´tozzuk a fa me´rete´t. Pe´lda´ul a fa´ban le´vo˝ szimbolikus programa´llapotok
sza´ma, a fa me´lyse´ge (a´llapot-me´lyse´g), vagy az elemze´s ido˝tartalma limita´lhato´. Az RTEHunter-ben
a maxima´lis a´llapotok sza´ma, a fa maxima´lis me´lyse´ge, valamint a fabeja´ra´shoz haszna´lt kerese´si al-
goritmus konfigura´lhato´. A fent le´ırt a´lltoprobbana´s miatt a szimbolikus ve´grehajta´s a´llapottere´nek
korla´toza´sa releva´ns kutata´si te´ma, ha a mo´dszert a gyakorlatban is alkalmazni k´ıva´njuk. A ce´lunk
az, hogy megtala´ljuk az RTEHunter optima´lis parame´tereze´se´t, vagyis azt, hogy mi az maxima´lis
a´llapotsza´m, maxima´lis fa me´lyse´g, e´s mi az a beja´ra´si strate´gia, amellyel a leheto˝ legto¨bb futa´sideju˝
hiba´t meg tudjuk tala´lni mine´l ro¨videbb ido˝ alatt.
A ha´rom ny´ılt forra´su´ Java rendszeren (ArgoUML, JetSpeed e´s JFreeChart) ve´gzett empirikus
vizsga´latok azt mutatja´k, hogy a szimbolikus ve´grehajta´si fa´ban le´vo˝ a´llapotok maxima´lis sza´ma
ko¨zvetlenu¨l befolya´solja az elemze´si ido˝t, de a futa´sideju˝ hibajelze´sek sza´ma´t nem. A beja´rt e´s
ve´grehajtott a´llapotok sza´ma ero˝sen korrela´l az elemze´si ido˝vel. A Pearson korrela´cio´s egyu¨tthato´k
kive´tel ne´lku¨l 0.99 felett vannak, ami azt jelenti sza´munkra, hogy ha nagyra a´ll´ıtjuk a maxima´lis
a´llapotsza´mot, akkor az elemze´s ido˝tartama is hosszabb lesz. Az eredme´nyek szignifika´nsak a p < 0.05
szinten. Az ve´grehajtott a´llapotok sza´ma e´s a tala´lt futa´sideju˝ proble´ma´k ko¨zo¨tti korrela´cio´ gyenge´bb,
0.3 e´s 0.8 ko¨zo¨tti korrela´cio´s egyu¨tthato´kat kaptunk, e´s sok esetben ez nem is szignifika´ns a p < 0.05
szinten. Ebbo˝l az ko¨vetkezik, hogy a maxima´lis a´llapotsza´m korla´toza´s a ve´grehajta´si ido˝t meg-
hata´rozza, de a detekta´lt potencia´lis futa´sideju˝ hiba´k sza´ma ma´s te´nyezo˝kto˝l is fu¨gg.
Hogy mege´rtsu¨k a me´lyse´gkorla´tota´s szerepe´t, az RTEHunter-t ku¨lo¨nbo¨zo˝ maxima´lis me´lyse´g konfi-
gura´cio´kkal futtattuk. Ezt u´gy tettu¨k, hogy ugyanazt a maxima´lis me´lyse´gkorla´tot alkalmazva to¨bbszo¨r
futtattuk az RTEHunter-t az egyes alkalmakkor megno¨velve a maxima´lis a´llapotsza´mot, vagyis egyre
no¨velve az elemze´s ido˝tartama´t. Ez alapja´n megvizsga´ltuk azt, hogy adott me´lyse´gkorla´tot alkalmaz-
va, hogyan va´ltozik a detekta´lt hiba´k sza´ma az ido˝ fu¨ggve´nye´ben. Az 50, 100, 200, 400, 600 e´s 800-as
me´lyse´gkorla´tokat vizsga´ltuk, a maxima´lis a´llapotsza´mot pedig 200-to´l 10.000-ig no¨veltu¨k minden eset-
ben. Az eredme´nyeket olyan vonaldiagrammokon a´bra´zoltuk, amilyen a 3. a´bra´n la´thato´. Mindha´rom
megvizsga´lt rendszeren ku¨lo¨nbo¨zo˝ az optima´lis maxima´lis me´lyse´gkorla´toka, de o¨sszesse´ge´ben azt
a ko¨vetkeztete´st vonhatjuk le, hogy futa´sideju˝ proble´ma´k gyakrabban fordulnak elo˝ a 0 e´s 60-as




4. a´bra. A null-heurisztikus beja´ra´si strate´gia hate´konysa´ga az alape´rtelmezett me´lyse´gi beja´ra´shoz
hasonl´ıtva az ArgoUML (a), a Jetspeed (b), e´s a JFreeChart (c) rendszereken
Kifejlesztettu¨nk tova´bba´ ke´t olyan fabeja´ra´si strate´gia´t, melyek ce´lja az, hogy a szimbolikus
ve´grehajta´s ko¨zben olyan u´tvonalakat va´lasszunk e´s azokon haladjunk tova´bb, amelyek a ko´d na-
gyobb valo´sz´ınu˝se´ggel hiba´t tartalmazo´ re´szeihez vezetnek.
A null-heurisztikus beja´ra´si strate´gia arra to¨rekszik, hogy u´gy ira´ny´ıtsa a fabeja´ra´st, hogy to¨bb
null pointer dereferencia hiba´t tala´ljunk meg. Ehhez, minden szimbolikus a´llapotban o¨sszes´ıtettu¨k
az elemzett programban azokat referencia t´ıpusu´ e´rte´ket (va´ltozo´e´rte´keket, litera´lokat, fu¨ggve´ny
visszate´re´si e´rte´keket, stb.), amelyek null e´rte´ku˝ek. A beja´ra´s sora´n minden egyes do¨nte´si pontban
azzal az a´llapottal folytatjuk a szimbolikus ve´grehajta´st, amelyben magasabb a null e´rte´kek sza´ma, azt
felte´telezve, hogy ahol to¨bb null e´rte´k van a programban, ott nagyobb valo´sz´ınu˝se´ggel fogunk null poin-
ter dereferencia´t tala´lni. A null-heurisztikus beja´ra´si strate´gia´val 16%-kal to¨bb potencia´lis futa´sideju˝
hiba´t detekta´ltunk ugyanannyi ido˝ alatt, mint az alape´rtelmezett me´lyse´gi beja´ra´s haszna´lata´val. A
kapott eredme´nyek a 4. a´bra´n szerepelnek.
A null-heurisztikus beja´ra´si strate´gia mellett kifejlesztettu¨nk egy olyan heurisztika´t, amely nem csak
null pointer dereferencia´k megtala´la´st ta´mogatja, hanem mind a ne´gy t´ıpusu´ proble´ma megtala´la´sa´t,
amelyet az RTEHunter detekta´lni ke´pes. A heurisztika megvalo´s´ıta´sa´hoz egy linea´ris regresszio´s mo-
dellt haszna´ltuk, ami a fabeja´ra´s aktua´lis leve´l a´llapotaihoz egy-egy pontsza´mot rendel. Mindig azzal
az a´llapottal folytatjuk a beja´ra´st, amihez a legmagasabb pontsza´mot rendeltu¨k. Ez a pontsza´m az
a´llapotbo´l ele´rheto˝ re´szfa´ban detekta´lhato´ hiba´k sza´ma´nak becsle´se.
A linea´ris regresszio´ tanulo´adatba´zisa az RTEHunter a´ltal kora´bban ma´r beja´rt a´llapotokhoz tar-
talmaz egy-egy tanulo´pe´lda´t. Minden pe´ldaa´llapot c´ımke´je (supervisory signal) az a´llapotbo´l ele´rheto˝
re´szfa´ban egy kora´bbi elemze´s sora´n megtala´lt hiba´k sza´ma lesz.
Minden a´llapotra o¨t prediktor attribu´tumot definia´ltunk:
1. Az a´llapot me´lyse´ge a szimbolikus ve´grehajta´si fa´ban. Amennyiben a hiba´k jelento˝s re´sze jel-
lemzo˝en a fa bizonyos me´lyse´ge´ben tala´lhato´, ezt az informa´cio´t beleko´doljuk a modellbe.
2. Az a´llapotban le´vo˝ null e´rte´kek sza´ma.
3. Az a´llapotban le´vo˝ numerikus nulla e´rte´kek (va´ltozo´e´rte´kek, litera´lok, fu¨ggve´ny visszate´re´si
e´rte´kek, stb.) sza´ma´nak e´s az a´llapotbo´l a veze´rle´i folyam gra´f szerint 15 basic block me´lyse´gig
ele´rheto˝ oszta´s opera´torok sza´ma´nak o¨sszege.
4. Az a´llapothoz tartozo´ meto´dus logikai programsorainak sza´ma (LLOC).
5. Az a´llapothoz tartozo´ meto´dus ciklomatikus komplexita´sa [17].
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500 max a´llapot 1000 max a´llapot 1500 max a´llapot
ArgoUML
(max me´lyse´g: 100)
DFS 22 23 23
LR alapu´ 51 54 55
Jetspeed
(max me´lyse´g: 50)
DFS 33 35 35
LR alapu´ 66 74 73
JFreeChart
(max me´lyse´g: 400)
DFS 91 93 94
LR alapu´ 122 131 138
1. ta´bla´zat. A detekta´lt hiba´k sza´ma a linea´ris regresszio´ alapu´ beja´ra´si strate´gia´t haszna´lva (LR
alapu´) o¨sszehasonl´ıtva az alape´rtelmezett me´lyse´gi beja´ra´ssal (DFS)
A linea´ris regresszio´ alapu´ beja´ra´si strate´gia kie´rte´kele´se´hez 10-szeres keresztvalida´cio´t haszna´ltunk
mindha´rom vizsga´lt rendszeren. Ez a heurisztika is jobban teljes´ıt mint a me´lyse´gi beja´ra´s. To¨bb,
mint ke´tszer annyi potencia´lis hiba´t detekta´ltunk vele az ArgoUML-ben e´s a Jetspeed-ben, ahogy ez
a 1. ta´bla´zatban la´thato´.
A szerzo˝ hozza´ja´rula´sa az eredme´nyekhez A szimbolikus ve´grehajta´si fa maxima´lis a´llapotsza´ma,
az elemze´s ido˝tartama e´s tala´lt futa´sideju˝ hibajelze´sek sza´ma ko¨zo¨tti kapcsolat empirikus u´ton to¨rte´no˝
megtala´la´sa az RTEHunter sza´mtalan futtata´sa´val a vizsga´lt rendszereken a szerzo˝ munka´ja. O˝ ve´gzett
el sza´mos k´ıse´rleti elemze´st annak e´rdeke´ben, hogy megtala´ljuk azt az optima´lis me´lyse´gkorla´tot a
vizsga´lt rendszereken, ahol a futa´sideju˝ hiba´k to¨bbse´ge detekta´lhato´. A bemutatott ke´t fabeja´ra´si
strate´gia o¨tlete, azok megvalo´s´ıta´sa e´s kie´rte´kele´se szinte´n a szerzo˝ e´rdeme.
II. re´sz
Refaktoring teve´kenyse´gek vizsga´lata egy
u´j refaktoring adatba´zis alapja´n
4. te´zispont: Refaktoring teve´kenyse´gek vizsga´lata oszta´ly e´s
meto´dus szinten egy u´j publikus adatba´zis felhaszna´la´sa´val
A forra´sko´d refaktoring egy ne´pszeru˝ e´s hate´kony technika a forra´sko´d belso˝ mino˝se´ge´nek jav´ıta´sa´ra. A
refaktoring fogalma´t Fowler [10] vezette be. Napjainkban a forra´sko´d refaktora´la´sa le´nyeges szerepet
to¨lt be a szoftverfejleszte´sben az IT szakemberek egybehangzo´ ve´leme´nye szerint. Annak ellene´re,
hogy a refaktoring haszna´lata sze´les ko¨rben elfogadott az ipari szoftverfejleszte´sben, to¨bb tanulma´ny
is kimutatta [8, 19, 23], hogy a fejleszto˝k a Fowler a´ltal javasolt mo´dszerto˝l elte´ro˝en alkalmaznak
refaktoring mu˝veleteket a gyakorlatban. Emellett keve´s olyan tanulma´ny lelheto˝ fel, amely azt vizsga´lja,
hogy mik a refaktoring mu˝veletek valo´s hata´sai, e´s hogy a fejleszto˝k hogyan alkalmazza´k azokat a
gyakorlatban.
Le´trehoztunk egy olyan adatba´zist, amely 7 ny´ılt forra´su´ Java rendszer verzio´ira tartalmaz forra´sko´d
metrika´kat e´s verzio´k ko¨zo¨tt elve´gzett refaktoring mu˝veleteket. Az adatba´zis ce´lja, hogy ta´mogassa a
refaktoring teve´kenyse´gek kutata´sa´t. Az adatba´zis a Ref-Finder ny´ılt forra´su´ refaktoring detekta´lo´
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eszko¨zzel [14] megtala´lt refaktoringokro´l tartalmaz pontos informa´cio´kat, valamint to¨bb mint 50
fe´le forra´sko´d metrika´t 7 ny´ılt forra´su´ Java rendszer 37 verzio´ja´ra oszta´ly e´s meto´dus szinten. A
forra´sko´dmetrika´k mellett az adatba´zis a ko´delemek (oszta´lyok e´s meto´dusok) relat´ıv karbantart-
hato´sa´gi indexe´t (RMI) is tartalmazza, amelyet a QualityGate eszko¨zzel sza´m´ıtottunk ki, ami a Co-
lumbusQM mino˝se´gmodell egy implementa´cio´ja [9]. Az adatba´zis elo˝a´ll´ıta´sa´hoz tova´bbfejlesztettu¨k
a Ref-Finder eszko¨zt, hogy az a verzio´kezelo˝ rendszer alapja´n to¨bb egyma´st ko¨veto˝ verzio´ ko¨zo¨tt
automatikusan is ke´pes legyen a refaktoringok meghata´roza´sra. Azt is megvalo´s´ıtottuk benne, hogy
a refaktoringokat a pontos forra´sko´d poz´ıcio´jukkal egyu¨tt meghata´rozott struktu´ra´ju´ CSV (Comma
Separated Values) fa´jlokba exporta´lja.
Az adatba´zis elemze´se´vel a refaktoringok forra´sko´d metrika´kra e´s karbantarthato´sa´gra gyakorolt
hata´sa´t vizsga´ltuk. Az ala´bbi kutata´si ke´rde´sekre kerestu¨nk va´laszt:
KK1. To¨bb refaktoringot alkalmaznak az alacsonyabb karbantarthato´sa´gu´ ko´delemeken a gyakor-
latban?
KK2. Mely mino˝se´gi attribu´tumokra (forra´sko´dmetrika´kra) van legnagyobb hata´ssal a refaktoring
e´s milyen ira´nyba va´ltoztatja azokat?
A KK1-es kutata´si ke´rde´s megva´laszola´sa´hoz, a ko´delemek RMI e´rte´kei e´s az o˝ket e´rinto˝ refaktoring
mu˝veletek sza´ma ko¨zo¨tti korrela´cio´t vizsga´ltuk. Az xi-edik verzio´ban le´vo˝ ko´delemek RMI e´rte´keit e´s az
xi+1-edik verzio´ ko´delemit e´rinto˝ refaktoring darabsza´mokat vettu¨k ahhoz, hogy felme´rju¨k, hogy vajon
az alacsonyabb karbantarthato´sa´gu´ ko´delemeket intenz´ıvebben refaktora´lta´k-e a ke´t verzio´ ko¨zo¨tt,
mint a magasabb belso˝ mino˝se´ggel rendelkezo˝ket. Mivel semmilyen informa´cio´val nem rendelkeztu¨nk
a karbantarthato´sa´gi indexek e´s a refaktoring darabsza´mok eloszla´sa´ro´l, Spearman-fe´le rangkorrela´cio´t
alkalmaztunk.
A KK2-es kutata´si ke´rde´s megva´laszola´sa´hoz elo˝szo¨r kisza´moltuk a metrika ku¨lo¨nbse´geket az
egyma´st ko¨veto˝ verzio´k ko¨zo¨tt. A legto¨bb esetben a negat´ıv ku¨lo¨nbse´g jelenti azt, hogy a metri-
kae´rte´k javult a ke´t verzio´ ko¨zo¨tt, mivel az alacsonyabb e´rte´k (pe´lda´ul alacsony komplexita´s) jelent
jobb mino˝se´gi mutato´t. A Mann-Whitney U pro´ba´t [16] futtattuk ahhoz, hogy meghata´rozzuk, hogy
van-e szignifika´ns elte´re´s a refaktoring mu˝veletek a´ltal e´rintett e´s egya´ltala´n nem e´rintett ko´delemek
metrikaku¨lo¨nbse´ge (javula´sa) ko¨zo¨tt. A Mann-Whitney U pro´ba egy nem-parametrikus statisztikai
pro´ba, ami azt vizsga´lja, hogy ke´t csoport e´rte´keinek eloszla´sa szignifika´nsan elte´ro˝-e. A teszt p-
e´rte´ke adja meg sza´munkra, hogy van-e szignifika´ns ku¨lo¨nbse´g a refaktoring a´ltal e´rintett e´s nem
e´rintett ko´delemeket metrikae´rte´keinek javula´sa´ban.
Ennek a tesztnek az eredme´nye azt adja meg sza´munkra, hogy melyek azok a metrika´k, amelyek
szignifika´nsan javultak refaktoring hata´sa´ra. Hogy megbecsu¨lju¨k a metrika´k va´ltoza´sa´nak me´rte´ke´t is,
meghata´roztuk a Cliff’s delta (δ) hata´s me´rte´ket (effect size) is [12]. Cliff’s δ e´rte´k azt me´ri, hogy az
egyik csoportban le´vo˝ e´rte´kek ha´nyszor nagyobbak, mint a ma´sikban le´vo˝k. Egyszeru˝en fogalmazva,
ha a Cliff’s δ pozit´ıv, akkor a metrika e´rte´k ku¨lo¨nbse´gek (vagyis a javula´s me´rte´ke) a refaktoring a´ltal
e´rintet ko´delemek csoportja´ban nagyobb, m´ıg ha negat´ıv, a metrika e´rte´k ku¨lo¨nbse´gek a refaktoring
a´ltal nem e´rintet ko´delemek csoportja´ban a jelento˝sebb.
Eredme´nyu¨l azt kaptuk, hogy az alacsony karbantarthato´sa´gi mutato´val rendelkezo˝ oszta´lyokat
to¨bbszo¨r refaktora´lta´k a gyakorlatban, mint jobb mino˝se´gi mutato´val rendelkezo˝ket. A forra´sko´d
metrika´kat tekintve a klo´nok sza´ma, a komplexita´s e´s a csatoltsa´got jellemzo˝ metrika´k javultak refak-
tora´la´s hata´sa´ra, a kommentezettse´get me´ro˝ metrika´k azonban romlottak. Ezen felu¨l, a me´ret alapu´
metrika´k is jelento˝s cso¨kkene´st mutatnak. A meto´dusok szintje´n szinte´n azt a´llap´ıthatjuk meg, hogy
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az alacsonyabb karbantarthato´sa´gu´ meto´dusokat jellemzo˝en to¨bb refaktoring e´rinti a gyakorlatban.
A klo´n lefedettse´g, a me´ret, e´s a meto´dusokbo´l kimeno˝ h´ıva´sok sza´ma cso¨kkent a legintenz´ıvebben
a refaktoring a´ltal e´rintett meto´dusokban, ami arra utal, hogy a refaktoring te´nylegesen me´rse´kli a
negat´ıv mutato´ju´ forra´sko´djellemzo˝ket, e´s karbantarthato´bb szoftvert eredme´nyeznek a gyakorlatban.
A Ref-Finder szerzo˝i szerint, az eszko¨z pontossa´ga 79%-os [20], azonban a mi vizsga´latink azt
mutatta´k, hogy az eszko¨zzel kinyert refaktoring adathalmaz pontossa´ga enne´l alacsony a hamis po-
zit´ıv refaktoring pe´lda´nyok miatt. Emiatt elke´sz´ıtettu¨k a refaktoring adatba´zis manua´lisan valida´lt
re´szhalmaza´t. Az u´j adatba´zis a Java rendszerek egy-egy verzio´ja´ra tartalmaz valida´lt refactoringokat,
amelyek pontosabb adatokat biztos´ıtanak a vizsga´latainkhoz. Az eredeti adatba´zisban le´vo˝ o¨sszes,
valamint a manua´lisan valida´lt refaktoring mu˝veletek sza´ma´t, pontossa´g informa´cio´val kiege´sz´ıtve a 2
ta´bla´zat tartalmazza.
Rendszer # O¨sszes Verzio´ (Release) # Kie´rte´kelt TP FP Prec.
antlr4 269 30/06/2013 [3468a5f] 112 50 62 44.64%
junit 1,080 08/04/2010 [a30e87b] 29 14 15 48.28%
mapdb 4,547 30/07/2014 [967d502] 171 4 167 2.34%
mcMMO 448 11/07/2013 [4a5307f] 63 6 57 9.52%
mct 716 27/09/2013 [f2cdf00] 97 28 69 28.87%
oryx 123 11/04/2014 [0734897] 71 25 46 35.21%
titan 3,661 13/02/2015 [fb74209] 84 18 66 21.43%
O¨sszesen 10,844 – 627 145 482 23.13%
2. ta´bla´zat. Az o¨sszes e´s a manua´lisan valida´lt meto´dusok sza´ma pontossa´g informa´cio´val (Prec.) az
egyes rendszerekben
Haba´r a manua´lisan valida´lt adatba´zis le´trehoza´sa e´s kiada´sa o¨nmaga´ban jelento˝s kontribu´cio´,
megisme´teltu¨k rajta az eredeti adatba´zison elve´gzett vizsga´latokat is. A valida´lt adatba´zison ve´gzett
vizsga´latok azt mutatja´k, hogy a refaktoring a´ltal e´rintett forra´sko´d elemek a´tlagos karbantarthato´sa´ga
sokkal alacsonyabb volt a refaktora´la´s elo˝tti verzio´ban, mint a refaktoring uta´ni kiada´sban azokhoz az
oszta´lyokhoz e´s meto´dusokhoz ke´pest, amiket egya´ltala´n nem e´rintettek refaktoring mu˝veletek. Ez
ero˝sen azt mutatja, hogy jellemzo˝en az alacsonyabb mino˝se´gu˝ ko´dre´szeken ve´geznek refaktoringot a
fejleszto˝k a gyakorlatban, fu¨ggetlenu¨l atto´l, hogy ezt tudatosan teszik-e vagy nem. U´jra megvizsga´ltuk
azt is, hogy a tipikus forra´sko´d metrika´k eloszla´sa hogy alakul a refaktora´lt e´s refaktoring a´ltal nem
e´rintett forra´sko´delemek csoportja´ban. Az u´j adatba´zis szerint a me´ret, a komplexita´s e´s a csatola´s
metrika´k eloszla´sa mutatja a legnagyobb ku¨lo¨nbse´get a refaktora´lt e´s a nem refaktora´lt elemek ko¨zo¨tt.
Ezen felu¨l azt is meg tudjuk ero˝s´ıteni, hogy a fejleszto˝k nem ce´lzottan ezen metrika´k alapja´n va´lasztja´k
ki a refaktora´lando´ ko´dre´szleteket, de igyekeznek kontrolla´lni e´s cso¨kkenteni azok e´rte´ke´t, hiszen ezek
a metrika´k sokkal lassabban no˝ttek (vagy aka´r cso¨kkentek) a refaktoring a´ltal e´rintett ko´dre´szekben.
A bemutatott refaktoring adatba´zisok felhaszna´la´sa´ban rejlo˝ leheto˝se´gek jelento˝sen tu´lmutatnak
az a´ltalunk elve´gzett vizsga´latokon, emiatt publikusan ele´rheto˝ve´ tettu¨k azokat a PROMISE adatta´r-
ha´zban [18] ta´mogatva ezzel komplexebb o¨sszefu¨gge´sek felfedeze´se´re ira´nyulo´ jo¨vo˝beli kutata´sokat.
A szerzo˝ hozza´ja´rula´sa az eredme´nyekhez A szerzo˝ fejlesztette tova´bb a Ref-Finder refaktoring
kereso˝ eszko¨zt, hogy az a verzio´kezelo˝ rendszer alapja´n sza´mos egyma´st ko¨veto˝ verzio´ ko¨zo¨tt automa-
tikusan is ke´pes legyen a refaktoringok meghata´roza´sra, valamint arra, hogy a megtala´lt refaktorin-
gokat a pontos poz´ıcio´informa´cio´val egyu¨tt megfelelo˝ struktu´ra´ban CSV fa´jlokba exporta´lja. A szerzo˝
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az egyes refaktoring pe´lda´nyok ko´delemekhez rendele´se´vel is hozza´ja´rult az adatba´zis le´trejo¨tte´hez,
valamint a manua´lis valida´cio´ fele´t is o˝ ve´gezte el. A szerzo˝ re´szt vett az elemze´si mo´dszertan kidol-
goza´sa´ban e´s az eredme´nyek kie´rte´kele´se´ben.
O¨sszefoglala´s
A disszerta´cio´ ke´t te´ma´t o¨lel fel: szimbolikus ve´grehajta´st, valamint refaktoring teve´kenyse´gek vizsga´lata´t.
A szimbolikus ve´grehajta´s teru¨lete´n elve´gzett kutata´s az exponencia´lisan no¨vekvo˝ a´llapotte´r ke-
zele´se´re e´s a hate´konyabb futa´sideju˝ hibadetekta´la´sra fo´kusza´l. Az eredme´nyek o¨sszefoglala´sake´nt
azt mondhatjuk, hogy sikeresen alkalmaztuk a szimbolikus ve´grehajta´st valo´s me´retu˝ Java nyelvu˝
rendszerek elemze´se´re a javasolt meto´dus szintu˝ ve´grehajta´ssal, hate´konyabba´ tettu¨k a hibakerese´st
egy u´j felte´telrendszer e´p´ıto˝ mechanizmussal, valamint megvizsga´ltuk az a´llapotte´r korla´toza´sa´nak le-
heto˝se´geit e´s u´j beja´ra´si algoritmusokat fejlesztettu¨nk. Mindezen kutata´si munka eredme´nye, hogy ki-
fejlesztettu¨nk egy olyan eszko¨zt, ami ma ma´r re´sze egy kereskedelmi forra´sko´d elemzo˝ eszko¨zke´szletnek.
A refaktoring teve´kenyse´gek vizsga´lata´t tekintve felfedtu¨k a Java rendszerekben alkalmazott re-
faktoringok e´s a szoftver karbantarthato´sa´g kapcsolata´t, e´s azt is megvizsga´ltuk, hogy a refaktoring
hogyan befolya´solja a ku¨lo¨nbo¨zo˝ forra´sko´d metrika´kat oszta´ly e´s meto´dus szinten egyara´nt. Jelen-
leg nem tudunk hasonlo´ tanulma´nyro´l, amely meto´dus szinten vizsga´lna´ ezeket a ke´rde´seket. A
vizsga´latokat elve´gze´se´hez fele´p´ıtettu¨nk egy refaktoring adatba´zist, amely re´szletes informa´cio´kat tar-
talmaz 7 Java nyelvu˝ rendszerben elve´gzett refaktoringokro´l. Ezeket a refaktoring informa´cio´kat to¨bb,
mint 50 fajta forra´sko´dmetrika´val egyu¨tt oszta´lyokhoz e´s meto´dusokhoz rendeltu¨k. Az adatba´zist e´s
annak manua´lisan valida´lt re´szhalmaza´t publikusan hozza´fe´rheto˝ve´ tettu¨k. U´gy gondoljuk, hogy ezen
refaktoring adatba´zis felhaszna´la´sa´ban rejlo˝ leheto˝se´gek jelento˝sen tu´lmutatnak az a´ltalunk elve´gzett
vizsga´latokon, eze´rt arra buzd´ıtjuk a teru¨let kutato´it, hogy haszna´lja´k az adatba´zist ma´s o¨sszefu¨gge´sek
felfedeze´se´re is a jo¨vo˝ben.
A 3. ta´bla´zatban o¨sszefoglaljuk a te´zispontokat ala´ta´maszto´ publika´cio´kat.




4. • • •
3. ta´bla´zat. A te´zispontokat ala´ta´maszto´ publika´cio´k
13
Ko¨szo¨netnyilva´n´ıta´s
Mindenekelo˝tt szeretne´k ko¨szo¨netet mondani a te´mavezeto˝mnek, Dr. Ferenc Rudolfnak, hogy ve´gig
vezetett e´s ta´mogatott a PhD tanulma´nyaim alatt, valamint a programoza´shoz e´s a kutata´shoz valo´
pozit´ıv hozza´a´lla´sa´val mindig motiva´lt engem. Ne´lku¨le valo´sz´ınu˝leg soha nem vettem volna re´szt
semmilyen kutata´si munka´ban. Nem is k´ıva´nhatne´k jobb mentort, mint amilyen o˝. Ku¨lo¨n szeretne´k
ko¨szo¨netet mondani Dr. Hegedu˝s Pe´ternek, akit a ma´sodik sza´mu´ mentoromnak e´s te´mavezeto˝mnek
tartok. Mindig seg´ıtett, ba´rmivel is fordultam hozza´. Ha´la´s vagyok a to˝le kapott ta´mogata´se´rt,
ira´nymutata´se´rt e´s ba´tor´ıta´se´rt. Szinte´n szeretne´m megko¨szo¨nni Dr. Gyimo´thy Tibornak, a Szoft-
verfejleszte´s Tansze´k vezeto˝je´nek a kutato´munka´m sora´n nyu´jtott ta´mogata´sa´t. Sok-sok ko¨szo¨net-
tel tartozom Dr. Bakota Tibornak, akito˝l rengeteget tanultam, valamit Dr. Ja´sz Judit e´s Pere´nyi
Tama´s kolle´ga´imnak is, akik munka´jukkal seg´ıtette´k a kutata´saimat. Ko¨szo¨nettel tartozom me´g a
publika´cio´im ne´vtelen b´ıra´lo´inak hasznos megjegyze´seike´rt e´s javaslataike´rt, valamint Kintses-Feje´r
Andrea´nak a disszerta´cio´m angol nyelvu˝ va´ltozata´nak lektora´la´sa´e´rt. Ve´gu¨l, de nem utolso´sorban,
szeretne´m kifejezni ha´la´mat szu¨leimnek, hogy ve´gig ta´mogato´ ha´tteret nyu´jtottak a tanulma´nyaimhoz,
e´s hogy ve´gig biztattak az ida´ig vezeto˝ u´ton.
Ka´da´r Istva´n, 2017. okto´ber
14
A szerzo˝ publika´cio´i
[1] Istva´n Ka´da´r. The optimization of a symbolic execution engine for detecting runtime errors.
Acta Cybernetica, 23(2):573–597, 2017.
[2] Istva´n Ka´da´r, Pe´ter Hegedu˝s, and Rudolf Ferenc. Runtime exception detection in java programs
using symbolic execution. Acta Cybernetica, 21(3):331–352, 2014.
[3] Istva´n Ka´da´r, Pe´ter Hegedu˝s, Rudolf Ferenc, and Tibor Gyimo´thy. A Manually Validated Code
Refactoring Dataset and Its Assessment Regarding Software Maintainability. In Proceedings of the
12th International Conference on Predictive Models and Data Analytics in Software Engineering,
PROMISE 2016, pages 10:1–10:4, New York, NY, USA, 2016. ACM.
[4] Istva´n Ka´da´r, Pe´ter Hegedu˝s, and Rudolf Ferenc. Runtime exception detection in java programs
using symbolic execution. In Proceedings of the 13th Symposium on Programming Languages
and Software Tools, SPLST’13, page 215–229, Szeged, 2013. University of Szeged, University of
Szeged.
[5] Istva´n Ka´da´r, Pe´ter Hegedu˝s, and Rudolf Ferenc. Adding constraint building mechanisms to a
symbolic execution engine developed for detecting runtime errors. In International Conference on
Computational Science and Its Applications, pages 20–35. Springer, 2015.
[6] Istva´n Ka´da´r, Pe´ter Hegedu˝s, Rudolf Ferenc, and Tibor Gyimo´thy. A Code Refactoring Dataset
and Its Assessment Regarding Software Maintainability. In 2016 IEEE 23rd International Confe-
rence on Software Analysis, Evolution, and Reengineering (SANER), volume 1, pages 599–603.
IEEE, March 2016.
[7] Istva´n Ka´da´r, Pe´ter Hegedu˝s, Rudolf Ferenc, and Tibor Gyimo´thy. Assessment of the Code
Refactoring Dataset Regarding the Maintainability of Methods, chapter Computational Science
and Its Applications – ICCSA 2016: 16th International Conference, Beijing, China, July 4-7, 2016,
Proceedings, Part IV, pages 610–624. Springer International Publishing, 2016.
Hivatkoza´sok
[8] Roberta Arcoverde, Alessandro Garcia, and Eduardo Figueiredo. Understanding the Longevity of
Code Smells: Preliminary Results of an Explanatory Survey. In Proceedings of the 4th Workshop
on Refactoring Tools, WRT ’11, pages 33–36, New York, NY, USA, 2011. ACM.
[9] T. Bakota, P. Hegedu˝s, P. Ko¨rtve´lyesi, R. Ferenc, and T. Gyimo´thy. A Probabilistic Software Qu-
ality Model. In Proceedings of the 27th IEEE International Conference on Software Maintenance
(ICSM), pages 243–252, Sept. 2011.
[10] Martin Fowler. Refactoring: Improving the Design of Existing Code. Addison-Wesley Longman
Publishing Co., Inc., 1999.
[11] Gecode Tool-set. http://http://www.gecode.org/.
15
[12] Melinda R Hess and Jeffrey D Kromrey. Robust Confidence Intervals for Effect Sizes: a Compa-
rative Study of Cohen’s d and Cliff’s delta Under Non-normality and Heterogeneous Variances.
In Annual Meeting of the American Educational Research Association, pages 1–30, 2004.
[13] Java PathFinder Tool-set. http://babelfish.arc.nasa.gov/trac/jpf.
[14] M. Kim, M. Gee, A. Loh, and N. Rachatasumrit. Ref-Finder: a Refactoring Reconstruction
Tool Based on Logic Query Templates. In Proceedings of the 18th ACM SIGSOFT international
symposium on Foundations of software engineering (FSE’10), pages 371–372, 2010.
[15] James C. King. Symbolic Execution and Program Testing. Communications of the ACM,
19(7):385–394, July 1976.
[16] H. B. Mann and D. R. Whitney. On a Test of Whether one of Two Random Variables is
Stochastically Larger than the Other. Ann. Math. Statist., 18(1):50–60, 03 1947.
[17] Thomas J. McCabe. A complexity measure. In Proceedings of the 2Nd International Conference
on Software Engineering, ICSE ’76, pages 407–, Los Alamitos, CA, USA, 1976. IEEE Computer
Society Press.
[18] T. Menzies, R. Krishna, and D. Pryor. The Promise Repository of Empirical Software Engineering
Data, 2015.
[19] R. Peters and A. Zaidman. Evaluating the Lifespan of Code Smells using Software Reposi-
tory Mining. In Proceedings of the 16th European Conference on Software Maintenance and
Reengineering (CSMR), pages 411–416, March 2012.
[20] K. Prete, N. Rachatasumrit, N. Sudan, and K. Miryung. Template-based Reconstruction of
Complex Refactorings. In Proceedings of the 2010 IEEE International Conference on Software
Maintenance (ICSM), pages 1–10, Sept 2010.
[21] Corina S. Pa˘sa˘reanu and Neha Rungta. Symbolic PathFinder: Symbolic Execution of Java
Bytecode. In Proceedings of the IEEE/ACM International Conference on Automated Software
Engineering, ASE ’10, pages 179–180, New York, NY, USA, 2010. ACM.
[22] Corina S. Paˇsaˇreanu, Peter C. Mehlitz, David H. Bushnell, Karen Gundy-Burlet, Michael Lowry,
Suzette Person, and Mark Pape. Combining Unit-level Symbolic Execution and System-level
Concrete Execution for Testing NASA Software. In Proceedings of the 2008 International Sym-
posium on Software Testing and Analysis, ISSTA ’08, pages 15–26, New York, NY, USA, 2008.
ACM.
[23] Aiko Fallas Yamashita and Leon Moonen. Do Developers Care about Code Smells? An Explo-
ratory Survey. In Proceedings of the 2013 Working Conference on Reverse Engineering, WCRE,
volume 13, pages 242–251, 2013.
16
