Large-scale parallel systems, Multiprocessors System-on-Chip (MP-SoCs), multicomputers, and cluster computers are often composed of hundreds or thousands of components (such as routers, channels and connectors) that collectively possess failure rates higher than what arise in the ordinary systems. One of the most important issues in the design of such systems is the development of the efficient fault-tolerant mechanisms that provide high throughput and low latency in communications to ensure that these systems will keep running in a degraded mode until the faulty components are repaired. Pipelined Circuit Switching (PCS) has been suggested as an efficient switching method for supporting inter-processor communications in networks due to its ability to preserve both communication performance and fault-tolerant demands in such systems. This paper presents a new mathematical model to investigate the effects of failures and capture the mean message latency in torus using PCS in the presence of faulty components. Simulation experiments confirm that the analytical model exhibits a good degree of accuracy under different working conditions.
Introduction
Large-scale parallel systems, Multiprocessors System-on-Chip (MP-SoCs), multicomputers, and cluster computers are potential candidates for providing very high computational power. These systems are usually organized as an ensemble of nodes, each with its own processor, local memory, and other supporting devices. The success of such systems is highly dependent on the efficiency of their underlying interconnect networks, which are constructed from routers and channels. In these systems, nodes exchange data and coordinate their efforts by sending and receiving messages through the underlying network. Consequently, the performance of such systems depends heavily on the performance of interconnect networks which mainly depends on its topology, switching method, and routing algorithm [1] .
The topology of the network defines how the nodes are interconnected and is generally modelled as a graph in which the vertices represent the nodes and the edges denote the channels. Multidimensional meshes and k-ary n-cubes are the basic topologies used in most current parallel computers [2] [3] [4] . The k-ary n-cube has an n-dimensional grid structure with k nodes in each dimension such that every node is connected to its neighbouring nodes in each dimension by direct channels. The hypercube (where k = 2) and the torus (where n = 2 or 3) are two popular topologies for direct networks. The former has been used in multicomputers such as the cosmic cube [5] and iPSC/2 [6] while the latter has been adopted in systems like the iWarp [4] , Cray T3E [2] and Cray T3D [3] .
In most parallel computers, a message enters the network from a source node and is switched or routed towards its destination through a series of intermediate nodes. Wormhole switching (also known as wormhole routing) is a variant of virtual cut-through [1] technique that avoids the need of large buffer spaces. In wormhole switching, a message is transmitted between the nodes in units of flits [7] , the smallest units of a message on which flow control can be performed. The header flit of a message contains all the necessary routing information and all the other flits contain the data elements. The flits of the message are transmitted through the network in a pipelined fashion. Since only the header flit has the routing information, all the trailing flits follow the header flit contiguously. Wormhole switching realizes very superior performance; but is prone to deadlock situations in the presence of faults.
Routing is the process of transmitting data from one node to another node in a given communication network. Most past parallel systems have adopted deterministic routing where messages with the same source and destination addresses always take the same network path. This form of routing has been popular because it requires a simple deadlock-avoidance algorithm, resulting in a simple router implementation [1, 8] . However, if any channel along the message path is heavily loaded, the message experiences large delays and if any node/channel along the path is faulty, the message cannot be delivered at all. Alternatively, adaptive routing overcomes the performance limitations of deterministic routing by enabling messages to explore all potential paths between a pair of nodes. This routing flexibility, however, often requires dedicated hardware resources to ensure deadlock-freedom [1, 8] .
Gaughan and Yalamanchili [9] have proposed PCS that combines aspects of Circuit Switching (CS) and wormhole switching. PCS sets up a path before starting data transmission as in CS. However, PCS differs from CS in the way that a message establishes a path. When a message header encounters blocking and cannot progress towards its destination, it releases the last reserved channel by backtracking to the previous node, and attempts to find an alternative path. In PCS data flits do not immediately follow the header flits into the network as in wormhole switching. Consequently, increased flexibility is available in routing the header flit. For instance, rather than blocking on a faulty output channel at an intermediate router, the header may backtrack to the preceding router and releases the previously reserved channel. A new output channel may now be attempted at the preceding router in finding an alternative path to the destination. When the header finally reaches the destination node, an acknowledgement flit is transmitted back to the source node. Now data flits can be pipelined over the path just as in wormhole switching.
This approach is flexible in that headers can perform a backtracking search of the network, reserving and releasing virtual channels [10] in an attempt to establish a fault-free path to the destination. A virtual channel has its own flit queue, but shares the bandwidth of the physical channel with other virtual channels in a time-multiplexed manner [10] . PCS has been adopted as an efficient switching method for supporting inter-processor communications in massively parallel networks due to preserving both communication performance and fault-tolerant demands in these networks and has been used in systems including the Ariadne [11] , METRO [12] , and MMR Router [13] . A common advantage of PCS is its ability to provide messages with a guaranteed latency once a connection has been established. Such a feature makes them attractive for transmitting multimedia data that is very sensitive to the jitter latency (i.e., variation in latency) [13] .
Almost all of the proposed methods and routing algorithms for functionality of recent parallel processors such as multiprocessors system-on-chip (MP-SoCs), and multicomputers have resorted to simulation techniques [11] [12] [13] to evaluate their performance merits. Simulation is an approach to evaluate the performance of a system for a specific configuration. However, realizing such detailed investigations through simulation is computational and time expensive. An alternate to simulation modelling is an analytical model. Analytical modelling offers cost-effective evaluation tools that can help designers assess the performance merits of parallel systems. Analytical models of PCS under uniform traffic have been reported in the literature [14] [15] [16] . However, to the best of our knowledge, no analytical model was reported in the literature to evaluate the performance of network with faulty components. This paper proposes a novel analytical model for the performance evaluation of PCS in the torus with faults when adaptive routing and virtual channels flow control are used. The model achieves a good degree of accuracy which is evident by the results collected from simulation experiments.
The rest of the paper is organized as follows. Section 2 reviews some definitions and background that will be useful for the subsequent sections. Section 3 describes the analytical model while Section 4 validates the model through simulation experiments. Section 5 conducts an extensive comparative performance analysis of wormhole switching and PCS in the presence of failures by means of analytical modelling. Finally, in Section 6, some conclusions and future works are drawn.
Preliminaries
This section briefly describes k-ary 2-cube (2D torus) with its router structure.
The torus and its router structure
The radix-k two-dimensional torus has N = k 2 nodes, arranged in two dimensions, with k nodes per dimension. Each node can be identified by a 2-digit radix-k address (x, y), 0 x, y k − 1, where x represents the row number and y indicates the column number of the node. Nodes with addresses (x 1 , y 1 ) and (x 2 , y 2 ) are connected if
Thus, each node is connected through four bidirectional channels to four neighbouring nodes, two in each dimension. Fig. 1 shows a 9 × 9 torus where each node consists of a Processing Element (PE) and a switching element or router.
The PE contains a processor and some local memory. A node is connected to its neighbouring nodes through four inputs and four output channels. The remaining channels are used by the PE to inject/eject messages to/from the network, respectively. Messages generated by the PE are transferred to the router through the injection channel. Messages at the destination are transferred to the local PE through the ejection channel. Each physical channel is associated with some, say V , virtual channels. The router contains flit buffers for any incoming virtual channel. A V -way crossbar switch direct message flits from any input virtual channel to any output virtual channel. Such a switch can simultaneously connect multiple-input to multiple-output virtual channels while there is no conflict.
The proposed analytical model
This section describes first the assumptions used in the analysis, and then presents the analytical model for PCS in the presence of faults. Moreover, a summary of notation used in derivation of the analytical model is provided in Table 1 . Fig. 1 . A 9 × 9 torus and its router structure. Probability that a message is blocked at the j th hop channel C Random variable denoting the time to set up a connection n s
Intermediate variable used for characterizing traffic on network channels
Probability that there remains only one dimension to cross a message along on its j -hop path ξ t j Probability that the header has entirely crossed t dimensions along on its j -hop path.
E[L]
Expected number of activating channels θ Traffic intensity from a given source to a particular destination
Mean number of surviving nodes γ
Throughput of the network
E[n]
Mean queue occupancy experienced by a message at the source node C r Coefficient of variation of service time distribution (σ r /T r )
An optimal point on the curve of power at which the power is maximized
Assumptions
In this section, we make the following assumptions, which are commonly used in the literature [10, [14] [15] [16] [17] [18] [19] and used in the construction of our analytical model: channel. At a given routing step, the header chooses randomly one of the available virtual channels at one of the physical channels that brings it closer to its destination. (g) The probabilities of node failure in the network are equiprobable and independent of each other. Moreover, each node is failed with probability P . (h) Fault patterns are static [1, 8] , distributed uniformly through the network, and do not disconnect the network.
(i) Nodes (processors) are more complex than links and thus have higher failure rates [1, 8] . Therefore, we assume only node failures. (j) When the header encounters a faulty node or experiences blocking because all the required virtual channels are busy, it has to backtrack to the preceding node, then seeking for an alternative path to advance towards its destination [9] .
Outline of the analytical model
The model computes the mean message latency as follows. First, the mean network latency, T r , that is the time to cross the network is determined. Then, the mean waiting time seen by a message in the source node, W s , is evaluated. Finally, to capture the effects of virtual channels multiplexing, the mean message latency has to be scaled by a factor, V , representing the average degree of virtual channels multiplexing that takes place at a given physical channel. Therefore, the mean message latency can be written as [18] Mean message latency = (T r + W s )V .
(
Under uniform traffic pattern, the average number of channels that the header visits along each of dimensions, k, and crosses the network, d, to set up a connection from the source to destination nodes are given by Agarwal [19] k ≈ k/4,
Calculation of the traffic rate on a network channel (λ c )
Calculation of the traffic rate of messages received by each channel, λ c , can be approximated as follows. In PCS, the header message reserves channels as it advances towards its destination and data flits are transmitted through the reserved path. On average, C, channels are visited to establish a path. Among these C visits, let C + denote the number of visits that take place when the header advances (i.e., reserves a channel) in the direction leading to the destination node. Similarly, let C − denote the number of the visits that occur when the header encounters busy/faulty situation and backtracks to its preceding node in the direction leading to the source. Given that the acknowledgement flit travels, on average, d hops to reach the source node. C + and C − satisfy the following equations
Solving the above equations yields the number of channels that the header crosses in the direction leading to the destination node as
Fully adaptive routing allows the header message to use any available channel that brings it closer to its destination resulting in an evenly distributed traffic rate on all network channels. In a 2D torus, each node has 4(1 − P ) 2 surviving output network channels, the traffic arriving at a network channel is equal to n s times as much as that generated by a source node, where n s is estimated as
Therefore, the traffic rate arriving at a network channel can be written as
Calculation of the mean time to set up a reserved path (C)
In the PCS flow control mechanism, the path set-up and data transmission stages are decoupled [8, 14] . The header is first routed to construct a path. When the header encounters a faulty node or experiences blocking because all the required virtual channels are busy, it may perform controlled and limited backtracking. The mean path set-up time of an r-hop message (1 r d), a message that traverses r hops to reach its destination, can be calculated using Random Walk theory [20] which is illustrated by Fig. 2 .
In this figure, any state represents the current location of the header along its network path. States π 0 and π r denote that the header is at source and destination nodes, respectively. Therefore, state π j (1 j r − 1) corresponds to the case where the header is at intermediate node, that is j hops away from the source. A transition out of state π j to π j +1 implies that the header has encountered a non-faulty node and succeeds in acquiring virtual channel and brings it one hop closer to its destination. Moreover, each transition from state π j to state π j −1 means that the header is blocked by a fault or none of the output channels along a path to the destination are available, at the node corresponding to state π j . Consequently, the header has to backtrack to the previous node. We assume that the probability when the header is blocked at the state π j is pb j . Thus, 1 − pb j corresponds to the probability of advancing across the reserved channel. State π r is a final state and known as "absorbing state" since once the header reaches its destination, a full path is reserved. State π 0 is a "partially reflecting" state, with the reflecting probability pb 0 because once the header backtracks to its source node due to blocking this implies that it has not succeeded in establishing a path and has to make a new attempt. In what follows, we calculate the expected duration time to reach state π r originating from state π 0 that corresponds to the average time for the header to reserve a path from the source to destination. This time can be computed using the first step analysis method applied to Markov chain [20] .
Let C j be the mean time to reach the absorbing state starting from state π j . C j is always finite [20] , and C j +1 denotes the header at state π j succeeds in acquiring a virtual channel and it can enter the node corresponding to state π j +1 . When the header encounters situation of faulty/blocking, it backtracks to previous node corresponding to state π j −1 and the residual mean time would be C j −1 . The above argument reveals that the average time, C j , satisfies the following equation
When the header reaches its destination, an acknowledgement flit is transmitted back to the source node. Solving the above equations iteratively [21] , the first two moments, C and E[C 2 ], of the time to set up a path can be given by
Calculation of the mean network latency (T r )
Since, the torus topology is symmetric and message destinations are uniformly distributed across the network the arrival patterns of messages (and the service times seen by messages) at the network channels exhibit similar statistical behaviour. In PCS, the network latency for a message consists of two parts: one the time to set up a path and other, the delay due to the actual message transmission time. Therefore, the network latency of an r-hop message can be written as
where M and C (given by Eq. (9)) are random variables denoting the message length and the path set-up time, respectively. Note that in Eq. (11) the term r accounts for r cycles that are required to send the acknowledgement flit back to the source node.
The Laplace-Stieltjes transform [21] of T r can be written as
where L * M (S) and L * C (S) represent the Laplace-Stieltjes transform of M and C, respectively. L * C (S) can be approximately expressed as [14, 21] 
The parameters α and β are selected to match the first two moments, C and E[C 2 ], of the time to establish a path and are found to be [14] 
Using the definition of the moment of random variables [21] , C and E[C 2 ] can be obtained from Eqs. (9) and (10).
Calculation of the probability of header message blocking (pb j )
In this section we compute the probability of header message blocking. Consider the header message that has to cross r-hops to reach its destination. In two different situations the header may become stopped at a given node; when it reaches a faulty node or finds that all the virtual channels to be visited are busy. When this occurs, the header does not have to wait for acquiring a virtual channel and immediately backtracks to the preceding node. Therefore, the probability, pb j , that an r-hop message is stopped after making j hops, is written as
where P V is the probability of all virtual channels being busy and P is the probability of a node being faulty. Note that the probability of node failure and that of virtual channels being busy are independent. So, the probability of a message returning to the previous node can be determined as the aggregate of these two probabilities. Moreover, parameter ξ t j is the probability that the header has entirely crossed t dimensions along on its j -hop path. This probability is a function of the number of dimensions that the message has still to cross. Therefore, to calculate ξ t j we need first to find how many dimensions remain for the message to reach its destination. The number of alternative routes that a message header can select, at its next hop, to advance towards its destination depends on the number of hops already made in both dimensions. When the message header has made j (0 j r − 1) hops, these hops can be a combination of (i 1 , i 2 ) hops, with i 1 and i 2 being the number of hops achieved in the first and second dimensions, respectively, so that (i 1 + i 2 = j ) and (0 i 1 , i 2 k).
To compute the probability that a message header has crossed all the channels of one dimension, two cases need to be considered: (i) When (0 j < k), the number of (i 1 , i 2 ) combinations is (j + 1). In this case, the message header still has to cross channels in both dimensions and therefore, can choose among adaptive virtual channels of both dimensions. (ii) When (k j < r), the number of (i 1 , i 2 ) combinations is (r − j + 1). In only two cases, (k, j − k) out of these combinations, the message header has crossed all channels of one dimension and thus, for the remaining hops, the header only crosses channels of the other dimensions.
The probability that there remains only one dimension to cross a message along on its j -hop path, P ϕ j , can be written as
Finally, the probability that the header has entirely crossed t dimensions along on its j -hop path is given by
Calculation of the mean waiting time in the source node (W s )
In this section, we compute the mean waiting time at the source node. We assume that each node fails independently with probability P . We also assume that messages have an arbitrary (but known) length or service distribution. However, the arrival process will be taken to be Poisson, a single server is assumed, and the queue buffer size is taken to be infinite. Such a queue is called M/G/1 queue, using the Kendal notation [21] . Since a channel survives if and only if both nodes at its ends survive, therefore the surviving probability of a channel is given by
The expected number of activating channels, E[L], crossing any dimension is [21] 
We assumed that messages are uniformly destined to all other surviving nodes in the network. The traffic intensity from a given source to a particular destination, θ , is defined as
In the torus, every message generated from a node must travel over one of the surviving channels in order to reach its destination. We assume that the traffic crossing these channels is balanced. Therefore, the mean number of surviving nodes, E[Y ], is given by
Each node will send θ units of traffic to every other surviving nodes in the network. Thus, each node sends θk 2 (1 − P ) units of traffic. There are k 2 (1 − P ) surviving nodes in the network, and the traffic is balanced on each channel, we can define therefore the traffic load per channel as ρ traffic intensity of each node × number of surviving nodes average service rate of a channel = λT r .
We define the throughput of the network, γ , as the traffic intensity has truly transmitted by the network, i.e., the number of messages per unit time accepted by the system and hence delivered at the output γ = λk 2 (1 − P ).
Applying the Pollaczek-Khinchine (P-K) mean value formula [21] yields the mean queue occupancy experienced by a message at the source node, E[n], which is given by
where parameters T r and σ 2 r are the mean and variance of the service time distribution, respectively. Moreover, parameter C r is called the coefficient of variation of service time distribution and defined as the ratio of the standard deviation to the mean service time (i.e., C r = σ r /T r ). To calculate the mean waiting time at the source node we apply a formula which is called appropriately Little's formula [22] according to the following expression
where parameter E[T 2 r ] is the second moment of T r and can be expressed as follows
A message in the source node can enter the network through any of the V virtual channels. Modelling the local queue in the source node as an M/G/1 queue, with the average arrival rate on each virtual channel being λ/V and service time, T r , with an approximated variance σ 2 r = (T r − M − 3d + 1) 2 [17] yields the mean waiting time as
(28) Fig. 3 . Transition diagram to compute virtual channel occupancy probabilities.
Calculation of the mean degree of virtual channels multiplexing (V )
The probability, P v , that v virtual channels are busy at a physical channel can be determined using a Markovian model, shown in Fig. 3 . State ψ v (0 v V ) corresponds to v virtual channels being busy. The transition rate out of state ψ v to state ψ v+1 is the traffic rate λ c (given by Eq. (7)) while the rate out of state ψ v to state ψ v−1 is (1/T r ) (T is given by Eq. (11) ). The transition rates out of state ψ V are reduced by λ c to account for the arrival of messages while a channel is in this state. The steady-state solutions of the Markovian model yield the probability P v (1 v V ) as [10]
When multiple virtual channels are used per physical channel they share the bandwidth in a time multiplexed manner. The mean degree of multiplexing of virtual channels, that takes place at a given physical channel, can be estimated by [10] 
Model validation
The analytical model has been validated through a discrete-event simulator that mimics the behaviour of PCS with faults at the flit level in torus. In each simulation experiment, a total number of 100 000 messages are delivered. Statistics gathering was inhibited for the first 10 000 messages to avoid distortions due to the initial warm-up conditions. The simulator uses the same assumptions as the analysis, and some of these assumptions are detailed here with a view of making the network operation clearer. The network cycle time is defined as the transmission time of a single flit from one router to the next. Messages are generated at each node according to a Poisson process with a mean inter-arrival rate of λ messages/cycle. Message length is fixed at M flits. Faulty nodes are determined using a uniform random number generator. The mean message latency is defined as the mean amount of time from the generation of a message until the last data flit reaches the local PE at the destination node. The other measures include the mean network latency, the time taken to cross the network, the mean queuing time at the source node, and the time spent at the local queue before entering the first network channel. Numerous validation experiments have been performed for different sizes of the network and message length. However, for the sake of specific illustration, latency results are presented for the following cases only:
• Network size is N = 64 (8 × 8 torus) and 256 (16 × 16 torus) nodes.
• Message length is M = 32 and 64 flits.
• Number of virtual channels V = 3, 6, 10 per physical channel.
• Failure rates P = 0.0, 0.1, 0.3 and 0.4. Fig. 4 depicts the results for the mean latency predicted by the above model plotted against those provided by the simulator for a varying number of virtual channels and different failure rates. The horizontal axis in the figures shows the traffic generation rate at each node (λ) while the vertical axis shows the mean message latency. The figures reveal that in all cases, the analytical model predicts the mean message latency with a good degree of accuracy in the steady-state regions. Moreover, the model predictions are still good even when the network operates in the heavy traffic region, and when it starts to approach the saturation region. However, some discrepancies around the saturation point are apparent. These can be accounted for by the approximation made to estimate the variance of the service time distribution at a channel. This approximation greatly simplifies the model as it allows us to avoid computing the exact distribution of the message service time at a given channel, which is not a straightforward task due to the inter-dependencies between service times at successive channels. However, the main advantage of the proposed model is its simplicity which makes it a practical evaluation tool for assessing the performance behaviour of PCS in the torus with faults.
Performance comparison
In this section, we have used the proposed analytical models to compare the relative performance merits of PCS and wormhole switching (WS) developed in [18] for the torus with various working conditions. For the sake of our present discussion, the network size is set to N = 64 and 256 nodes, the message length to M = 32, 50 flits, the failure rates to P = 0.0, 0.16, 0.32, 0.47, 0.63, and the number of virtual channels per physical channel to V = 4, 10; but the conclusions reached here are found to be similar when other network configurations are considered. We have found that these chosen values for these parameters allow us to examine different cases that reveal important conclusions about the relative merits of the two considered switching methods.
The measures used for this set of results are throughput and Power. Throughput is the rate at which messages are delivered by the network for a particular traffic pattern. It is measured by counting the messages that arrive at destination over a time interval for each flow in the traffic pattern and computing from these flow rates the fraction of the traffic pattern delivered. Furthermore, the Power of a network (is defined below) synthesises the network's various performance merits and characteristics such as throughput and latency. To investigate how the network throughput is associated with traffic load, we plot throughput as a function of traffic, as shown in Fig. 5 . Traffic load is the average amount of traffic generated by each source terminal of the network. This figure depicts the throughput results for WS and PCS under different failure rates (i.e., P = 0.0, 0.16, 0.32 and 0.47). At traffic levels less than saturation point, the throughput is equal to the traffic rate and the curve is a straight line. Continuing to increase the traffic load, we eventually reach saturation, the highest level of traffic for which throughput is equal to traffic rate. As traffic load increases beyond saturation point, the network is unable to deliver messages as fast as they are being generated. Fig. 5 reveals that PCS and WS have the same throughput under light traffic in a fault-free network. However, when the traffic increases, the performance merits of WS become more apparent. This is because the overhead of associated with path set-up in PCS increases due to the increase in network traffic. However, figure reveals that under failure conditions, PCS outperforms WS since the header in WS is unable to backtrack over the last reserved channel same as PCS which is a favour for PCS. As the number of failed nodes increases the probability that faults isolate a node/channel also increases and eventually the network becomes partitioned such that there is no available path between some particular nodes. In addition, in WS two virtual channels are reserved as deterministic virtual channels to avoid deadlock. A message cannot therefore use all network resources to progress towards its destination, resulting in a higher probability of blocking which is another favour of PCS. When the traffic is heavy, WS suffers from the degrading effects of chained blocking inherent in its blocking-based flow control mechanism. In contrast, the header in PCS can backtrack to the previous channel to search for an alternative available channel, thus avoiding blocked channels. This flexibility of PCS offsets the overhead of setting up a path. Our analytical results show that, in the absence of failures, WS behaves the same as PCS or even better under light and moderate traffic especially when message length is short and network size is large. However, the main advantage of PCS compared to WS is its superior performance when nodes or links are faulty. Fig. 6 compares the graceful degradation versus number of failed nodes for PCS and wormhole switching (WS). In this figure, a 16 × 16 torus is analysed for a varying number of failed nodes (horizontal axis) with message length M = 50 flits and V = 10 virtual channels per physical channel. For each number of failures, the accepted traffic rate of the network (vertical axis) under uniform traffic is normalised by the number of all nodes in the network. As illustrated in this figure, the normalised accepted traffic of the fault-free network is above 80% capacity both for PCS and WS. The curve of PCS in the presence of failures is depicted by the corresponding small drop in the accepted rate. The network continues to remain resilient even as the number of failed nodes grows up to 120 with only a slight increase in the rate of accepted traffic degradation. Hereafter, increasing the number of faults indicating the potentially impact of failures on the network. This is due to the fact that, with a big number of faults, the number of channels that can access nodes in the network may be reduced, which, in turn, can significantly increase load on the remaining channels. Scrutinising both curves reveal that PCS has more resilience to failures than WS, and displays good relative performance as the number of failed nodes in the network increases.
In many networks, two performance measures mean latency and throughput, compete with each other. Typically, by rising the throughput of the system (which is desirable) the mean message latency is also raised (which is undesirable). Combining the throughput and the mean message latency of the network into a single measure yields Power which is defined as the ratio of the network's throughput over the mean latency Power throughput of the network mean latency .
As traffic load grows, throughput increases (see Eq. (24)) but latencies become bigger (especially near network saturation). There is clearly a trade-off between those two measures. The notion of Power proves to be useful in addressing this trade-off issue. It appears as a natural measurement for characterising multimedia traffic such as data, voice, video, and image communications across parallel computers, distributed computers, and telecommunication systems, whose efficient transmission requires, simultaneously, high throughput and low latency [23] . Fig. 7 compares the Power of the network for both PCS and WS as a function of traffic load by each node in an 8 × 8 torus with message length M = 32 flits, number of virtual channels per physical channel V = 4 and different failure rates P = 0.0, 0.16, 0.32, 0.47 and 0.63. Such curves provide an indication on the degree of performance degradation caused by faulty nodes in the network. The figure reveals that as the traffic load in the system increases, the Power of network increases almost linearly until reaches an optimal point on the curve (depicted by λ opt in the figure). This reflects the fact that under light traffic loads, the mean message latency in the network is a small value. Beyond this point, the message latency increase steadily and the achieved Power decrease abruptly. Note that when λ is greater than or equal to the maximum saturation throughput, the mean latency tends to infinity that means the Power approaches zero. As illustrated in Fig. 7 , the traffic load at which the Power is maximised, can be found by taking the tangent to latency from the origin, in which case ∂ ∂λ Power| λ=λ opt = 0. From our discussion above it can be further argued that as the Power increases, the performance of the network becomes higher.
Conclusions
Massively parallel systems, Multiprocessors System-on-Chip (MP-SoCs), multicomputers, and cluster computers are considered today a very promising approach to achieve high computational power. One of the key issues in the design of such systems is the development of an efficient communication network that provides high throughput and low latency under different working conditions and more importantly its ability to survive beyond the failure of individual components (i.e., nodes or links). Fault-tolerant designs of these systems aim at providing continuous operations in the presence of faults by allowing the graceful degradation of system. Pipelined Circuit Switching (PCS) has been suggested as an efficient switching method for supporting inter-processor communications in networks due to its ability to preserve both communication performance and fault-tolerant demands in such systems. This paper has described a new analytical model to compute the mean message latency in torus using PCS in the presence of faulty components. Simulation experiments have revealed that the latency results predicted by the analytical model are in good agreement with those obtained through simulation. Our next object is to extend our suggested modelling approach to consider other well-known fault-tolerant routing algorithms and other network topologies.
