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Abstract
ESC/Java2 is a tool that statically detects errors in Java programs and that uses the Java Modeling
Language (JML) as its annotation language. ESC/Java2 can modularly reason about the code of
a Java Web-based Enterprise Application (WEA) and uncover potential errors. In this paper, we
assessed the eﬀectiveness of ESC/Java2 at helping developers increase WEA quality by detecting
design and implementation issues.
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1 Introduction
The evolution of programming languages has allowed software engineers to
develop increasingly larger software systems while maintaining, or improv-
ing, product quality. This has been achieved in part by increasing the level
of abstraction of the languages, exploiting new paradigms (such as object-
orientedness), and enabling compilers to perform static checks and/or embed
run-time checking code when the former is neither possible nor practical. In
light of the above, one may ask: what will be the next programming language
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and tool advances that are likely to go mainstream? We believe that for most
domains of application, these advances are likely to include Design by Con-
tract (DBC) and Extended Static Checking (ESC). DBC can gradually be
integrated into projects as a lightweight formal method allowing developers
to become accustomed to the method. Among others, lint-like [7] ESC tools
— familiar to many programmers — can then make use of this extra formal
documentation to perform rapid and eﬀective checks.
Enterprise Applications (EAs) are generally characterized by the large vol-
ume of data they manipulate, the business rules they embed, and their need to
integrate with other (often legacy) applications [6]. An important class of EAs
are web-based enterprise applications (WEAs) that businesses and consumers
are increasingly coming to make use of — in the third quarter of 2004 alone,
retail e-commerce sales in the US have been estimated at $17.6 billion US, an
increase of 4.7% from the previous quarter. This ﬁgure has been on the rise
since 1999 [16].
This paper presents the preliminary results of a case study whose main
goal is to assess the eﬀectiveness of ESC/Java2 [1][2][4] at helping developers
increase WEA quality by detecting design and implementation issues. In
doing so, we wrote lightweight JML speciﬁcations for some javax and java.sql
classes that can be reused not only by ESC/Java2 users, but by the whole JML
community. The subject of our study is a collection of WEAs mainly based
on a small framework (named SoenEA) that has been in use at Concordia for
almost two years now in courses where WEA architecture and design is being
taught.
This paper is organized as follows. DBC, ESC and ESC/Java2 are cov-
ered in Section 2. Section 3 reiterates our goals and presents the case study
including an explanation for our choice of application domain. The remaining
sections oﬀer a discussion of the case study results, future work and conclusion.
2 Background
2.1 Design by Contract (DBC)
DBC is an approach to design which views the relationship between two classes
— a supplier and a client — as a formal agreement, or a contract [12]. Such
an agreement expresses each party’s rights and obligations. Contracts usually
take the form of preconditions, post-conditions, and invariants.
Contracts are a form of module speciﬁcation. We believe that it is possible
to raise our level of trust of large scale and complex systems if their contracts
are unambiguous, correct, and veriﬁable. DBC is currently supported by
the Eiﬀel programming language and some speciﬁcation languages, including
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//@ requires y >= 0;
public static int isqrt(int y){
...
}
Fig. 1. Sample lightweight speciﬁcation
Behavioral Interface Speciﬁcation Languages (BISLs).
A BISL is a language that can be used to accurately describe a module’s
interface, hence, by deﬁnition, implementing DBC. The main characteristic of
a BISL is that it is tailored to a particular programming language. BISLs are
an interesting kind of speciﬁcation language, since they can be used to bridge
the gap between the speciﬁcation and design activities of the software develop-
ment lifecycle. They also set the basis for powerful and automatic veriﬁcation.
Moreover, they are ﬂexible, allowing them to be introduced incrementally, as
needed, to new developments as well as legacy code.
The Java Modeling Language (JML) is a Java BISL that is actively being
developed by an international team of researchers who collaborate on the
language deﬁnition and tool implementation. Details on the latest tools and
applications can be found in [1]. Use of JML for DBC is described in [8].
JML speciﬁcations can be embedded in Java source ﬁles as specially for-
matted comments or in external speciﬁcation ﬁles. A JML expression looks
like a Java expression since JML keeps most of Java’s syntax and semantics
[10]. Such a tight coupling between Java and JML lowers the burden required
of developers to learn and use JML.
JML supports both lightweight and heavyweight speciﬁcations. Lightweight
speciﬁcations are less detailed and complete than heavyweight speciﬁcations
and are often composed of individual clauses, describing only one aspect of
the intended behavior. JML was designed to support lightweight speciﬁcations
and has semantics that allow most clauses to be omitted.
In JML, method speciﬁcations are usually written just before the methods.
Preconditions are represented by a requires clause and post-conditions by an
ensures clause. Every clause is a Boolean expression. Method calls can be
used in the speciﬁcation, but they must be calls to methods declared as pure,
i.e. that they have no side-eﬀects [9].
Figure 1 and Figure 2 show partial and more detailed speciﬁcations, respec-
tively, of an integer square root function. In the ﬁrst case, the only constraint
is that the number must be a positive integer; however, in the later case, the
function is also guaranteed to return a number that is in the range [-y, y ],
whose square is smaller or equal to y and whose square of the absolute value
increased of 1 is greater than y.
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/*@ public normal_behavior
@ requires y >= 0;
@ ensures -y <= \result
@ && \result <= y
@ && \result * \result <= y
@ && y < (Math.abs(\result) + 1)
@ * (Math.abs(\result) + 1);
@*/
public static int isqrt(int y){
...
}
Fig. 2. Sample heavyweight speciﬁcation
2.2 Extended Static Checking (ESC)
While run-time checking code can certainly be useful for detecting and report-
ing errors, it leaves developers with the problem of handling them at run-time.
Whenever possible, it would be more desirable if those errors could be pre-
vented from occurring in the ﬁrst place. Also, the earlier an error is found,
the less expensive it is to correct. Static program checkers allow us to detect
some of these run-time errors by static program analysis.
There exists a wide variety of static checking tools ranging from simple type
checkers to formal program veriﬁers. Extended static checkers are a special
kind of tool that, according to [11], generates veriﬁcation conditions and logi-
cal formulas from a given program and passes them to an automatic theorem
prover. Desirable characteristics of ESC tools are completeness and sound-
ness i.e., catching all the errors, and triggering no false alarms (by reporting
an error where there is none). On engineering grounds, such characteristics
are not needed to beneﬁt from ESC, especially since meeting such characteris-
tics would imply over speciﬁcation and reduced performances of the checkers
[11][5].
ESC tools warn the user when there is an error or when the code does
not implement its speciﬁcation. By default, trivial speciﬁcations are assumed.
A trivial speciﬁcation implies that there are no special preconditions, that
the execution may have any side eﬀect, and that no speciﬁc post-condition
should be expected. A default speciﬁcation, if written explicitly, would look
like Figure 3 [9].
A false alarm may indicate that the speciﬁcation is too weak and needs to
be strengthened. To do such a strengthening, programmers need to record the
design decisions using the tool’s annotation language that takes the form of
a comment in the code. According to Flanagan et al. the annotation burden
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/*@ behavior
@ requires true;
@ assignable \everything;
@ ensures true;
@ signals (Exception) true;
@ ...
@*/
Fig. 3. Default (i.e. implicit) method speciﬁcation
coupled with the fact that un-annotated code generates an excessive quantity
of warnings may lower the beneﬁt/eﬀort ratio below the acceptable boundary
of the mainstream programmer [5].
2.3 ESC/Java2
ESC/Java is an ESC tool for Java that was developed subsequently to the
ESC/Modula-3 tool. These two ESC tools cumulate more than 12 years of
experience and have been successfully applied to tens of thousands of lines
of code [11]. Even if ESC/Java uses a complex program veriﬁcation technol-
ogy, it looks like a simple type checker to a programmer. Moreover, since it
performs modular checking (as opposed to whole-program checking) the level
of complexity can be kept at a minimal [2]. ESC/Java2 features JML as its
annotation language. Both heavy and lightweight speciﬁcations are accepted.
Like its predecessor, ESC/Java2 is neither sound nor complete.
Coupling ESC with JML by using the phrases from a speciﬁcation language
as the ESC annotation language implies that the design decisions are recorded
using a rich language and that such speciﬁcations can be reused, expanded,
and passed to other JML tools-such as the runtime assertion checker compiler,
JML RAC, and the formal program veriﬁcation tool, LOOP [1]. Moreover,
such an annotation language can take advantage of JML speciﬁcations of Java
libraries in order to better reason about the code it is checking.
An important feature of JML is its adoption of a behavioral subtyping
semantics [9] in which a method overridden in a subclass is required to preserve
the contracts of its corresponding super class method [3]. In the next section
we mention how we believe behavioral subtyping can be used to advantage.
2.4 Java Web-based Enterprise Application (WEA)
Most Enterprise Applications (EAs) involve a signiﬁcant quantity of persistent
data. Most often, databases are used to store and access that data. Another
characteristic of EAs is the high number of user interaction screens. For
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WEAs, Fowler recommends using the common three layered scheme, which
isolates the domain logic (also referred to as business logic) from the presenta-
tion and data sources [6]. An interesting aspect of Java WEAs, is that most of
them use the same small set of external libraries, super classes and interfaces
for user interaction (e.g. servlets.jar) and database access (e.g. java.sql.* ).
Due to the behavioral subtyping semantics of JML, we believe that in such a
situation, the investment of specifying commonly used super classes and inter-
faces should reduce the eﬀort required in specifying subclasses and lower the
number of false alarms thus allowing developers to identify potential faults
more easily.
3 Case study
3.1 Goals and approach
The main goal of our case study has been to assess the eﬀectiveness of ESC/Java2
at helping developers increase software quality by detecting design and imple-
mentation faults. One of our early decisions was concerning the choice of
application area. We opted for WEAs because it is one of the most active
areas in Java development. We were also inﬂuenced by the availability of
SoenEA, a small WEA framework that has been developed over the past two
years for use in software architecture and design courses at Concordia Uni-
versity. SoenEA wraps code, such as the database connection and the servlet
interface, so that students can use them easily without thorough knowledge
of these technologies. The framework also comes with application samples.
Our study had two phases. During the ﬁrst phase we applied ESC/Java2
to the SoenEA core and to sample applications that made use of the SoenEA.
We will refer to this package as A1. The purpose of the ﬁrst phase was to:
• gain experience in using ESC/Java2, while at the same time
• incrementally developing speciﬁcations for:
· A1 application
· SoenEA core classes
· javax and java.sql package modules used by A1.
ESC/Java2 performs modular checking [5][2] thus allowing us to work on
one A1 ﬁle at a time. This is very useful as ESC/Java2 initially reported
hundreds of faults for A1. A1 contained 2.1K ines of code (LOC), or 1.6K
source lines of code (SLOC).
The purpose of phase two was to measure the reduction in false alarms due
to the use of the annotated versions of SoenEA core, javax, java.sql modules
developed in phase 1. In addition to the A1 package we analyzed two more
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applications totaling 7.6K LOC (or 5K SLOC). We will refer to the latter as
the A3 package.
3.2 General results
These two phases required approximately 4 person-weeks of eﬀort (full-time).
At the conclusion of phase I we had created:
• An annotated version of the A1 package (i.e. SoenEA core and the A1
application). Overall this represented an increase in size by approximately
4% due to the annotations (i.e. about 100 LOC).
• Lightweight speciﬁcations for the javax and java.sql package modules —
90 SLOC (379 LOC). These lightweight speciﬁcations consisted mostly of
annotations about the class attributes and method arguments restricting
them to being non-null.
In phase II, use of the created speciﬁcations reduced false alarms by 9%
on average for the A1 and A3 packages as compared to use of ESC/Java2
without the speciﬁcations.
In the subsections that follow we relate some of our experiences in specify-
ing the external libraries (javax and java.sql) as well as the SoenEA core. The
material presents issues of increasing complexity (to emulate, to some extent,
the order in which we usually had to deal with them). The ﬁnal subsection
covers the most interesting faults reported by ESC/Java2 for the A1 package.
Before discussing the number of faults uncovered by ESC/Java2 it becomes
essential at this point to provide our deﬁnition of “fault”. By “fault”, we refer
to something that is wrong with respect to the intended use of a method (or
in general, a class). The intended use of a method is what is recorded in its
speciﬁcation. When there is no explicit documented speciﬁcation, a default
implicit speciﬁcation is assumed. A “fault” occurs when the code does not
satisfy the speciﬁcation. According to DBC this can occur either because a
client calls a method when the method’s pre-condition is not satisﬁed or when
a method returns and its post-condition is not satisﬁed. A false alarm due
to a missing explicit speciﬁcation will be recognized as a fault and named
a “speciﬁcation fault”. False alarms over external libraries denote missing
speciﬁcations in ESC/Java2, whereas false alarms over user modules denote
true speciﬁcation faults.
3.3 Specifying javax, java.sql and the SoenEA core
ESC/Java2 performs static checking and reasoning using the JML annotations
present in the code or speciﬁcation ﬁles. In the absence of a speciﬁcation (as
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soenEA.applications.assignment.a3.ts.TaskTDG: findAll() ...
-----------------------------------------------------------
.\soenEA\applications\assignment\a3\ts\TaskTDG.java:35:
Warning: Possible null dereference (Null)
return dbStatement.executeQuery();
^
-----------------------------------------------------------
[0.19 s 10054064 bytes] failed
Fig. 4. Sample false alarm / speciﬁcation fault
public class TaskTDG {
...
public static ResultSet findAll()
throws Exception, SQLException {
Connection db = DbRegistry.getDbConnection();
PreparedStatement dbStatement =
db.prepareStatement("SELECT * from " + TABLE_NAME);
return dbStatement.executeQuery(); // line 35
}
...
}
Fig. 5. TaskTDG code excerpt
would be the case for a method of the javax class at the start of phase I)
ESC/Java2 assumes the default speciﬁcation (Section 2.2) which is very per-
missive and seldom satisfactory. This implies that in the absence of speciﬁca-
tion, ESC/Java2 may trigger warnings, many of which would be false alarms
or speciﬁcation faults. (Thankfully ESC/Java2 comes with JML speciﬁcations
for the most common Java classes, which, e.g. prevents it from warning about
possible null dereferences in the case of a simple System.out.)
An example of a speciﬁcation fault that ESC/Java2 reported early in phase
I is given in Figure 4. The corresponding code is given in Figure 5. ESC/Java2
reports that the variable dbStatement could be null at the indicated point in
line 35. This is not the case since this variable is set to the return value
of db.preparedStatement() which always returns a reference to an object [15].
This is a false alarm due to a lack of explicit speciﬁcation of preparedState-
ment().
Fixing this false alarm is simple: we create an explicit speciﬁcation for the
method stating that it does not return a null result — see Figure 6. Most of
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package java.sql;
public interface Connection {
//@ ensures \result != null;
public PreparedStatement prepareStatement(String sql)
throws SQLException;
}
Fig. 6. Sample lightweight spec created for Connection.preparedStatement()
the speciﬁcations created for javax and java.sql modules where of this nature:
i.e. specifying that arguments and or returned results would not be null.
ESC/Java2 is capable of static checking of far more properties but statically
detecting all possible null dereferences was deemed suﬃcient for this iteration
of the case study.
Like the speciﬁcations of the external libraries, the majority of the anno-
tations added to the SoenEA core were of the same lightweight nature. This
allowed us to uncover some very interesting faults nonetheless, which we report
in the next section.
4 Speciﬁc design and implementation faults
In this section we report on the most interesting faults uncovered by ESC/Java2
in the A1 package during the second phase of our study. ESC/Java2 reported
102 faults for the A1 package. Of the 102 faults that were identiﬁed, 90%
were speciﬁcation faults, i.e. they were due to a lack of design documenta-
tion/speciﬁcations. Such faults are eliminated by writing design documenta-
tion in the form of method API speciﬁcations. The faults presented next are
taken from the remaining 10% of the faults.
4.1 Incompletely propagated design changes
At least two of the faults were manifestations of incompletely propagated de-
sign changes. For example, one of the domain logic classes representing a
Task in the A1 application underwent the following design change: initially
the class ﬁelds were initialized by means of setters; subsequently it was de-
cided that all ﬁelds were to be initialized by means of the (non-default) class
constructors. A consequence of this design change is that class constructor
arguments of reference types could no longer be null. Such a fact had been
properly documented in the Task class but not all calls of the constructors
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public class User { ...
private long id;
private String loginId;
private String name;
private List originatedTasks;
private String password;
public boolean equals(Object obj) {
if(obj == null || !(obj instanceof User))
return false;
User other = (User) obj;
return this.id == other.id &&
this.loginId.equals(other.loginId) &&
this.name.equals(other.name) &&
this.password.equals(other.password);
}
}
Fig. 7. User class excerpt
respected these constraints either because:
• not all client classes were appropriately updated, or, as often happens,
• in subsequent updates to the application, developers were still relying on
the old API semantics.
These two scenarios demonstrate the advantage of formally documented design
decisions and the use of extended static checking.
Another similar example occurred in the SoenEA database registry. An
initial version of the class tried to enforce that a connection ﬁeld would never
be null. However, it was realized that this was infeasible. It is interesting
to note that had ESC/Java2 been used earlier, this design error would have
been uncovered from the start. The class was redesigned, but ESC/Java2
helped uncover some situations in which designers had not anticipated that
the connection ﬁeld could still be null.
4.2 Possible violation of behavioral subtyping
In the User class a method named equals was deﬁned (Figure 7), thus overrid-
ing Object ’s equals method. ESC/Java2 reported that the superclass speciﬁ-
cation (i.e. the speciﬁcation of Object.equals()) might not hold for User.equals.
It was initially thought that the cause of this fault was that User.equals only
compared four of its ﬁve attributes. However, after discussion with designers,
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soenEA.general.app.Servlet: forwardAbsolute(java.lang.String,
javax.servlet.http.HttpServletRequest,
javax.servlet.http.HttpServletResponse) ...
-----------------------------------------------------------
soenEA/general/app/Servlet.java:109:
Warning: Possible null dereference (Null)
dispatcher.forward(request, response);
^
Fig. 8. Null dispatcher error
public void forwardAbsolute(String target,
HttpServletRequest request, HttpServletResponse response)
throws ServletException, java.io.IOException
{
RequestDispatcher dispatcher =
getServletContext().getRequestDispatcher(target);
dispatcher.forward(request, response);
}
Fig. 9. Servlet class excerpt
it was realized that this was deliberate. Hence, in order to avoid confusion,
it was decided that the proper corrective action was to rename User.equals
to User.similar. This example illustrates the power of behavioral subtyp-
ing: carefully written super class speciﬁcations allow ESC/Java2 to uncover
semantic errors.
4.3 Unchecked dispatcher
ESC/Java2 detected a fault in the SoenEA core that, we have come to know,
is apparently common for novice WEA developers (Figure 8). The framework
assumed that the servlet dispatcher was always initialized. This is not the case
[14]. ESC/Java2 provided a warning to this eﬀect (based on default implicit
speciﬁcations of getRequestDispatcher, which in this case was correct). The
faulty code is given in Figure 9.
4.4 Missed exceptional condition
Database connection information (e.g. login id, password) is recorded in a
property ﬁle that the SoenEA framework reads. While the case where the ﬁle
is not present was properly handled, the case where the ﬁle did not contain
the required properties was not. This was not caught during code review nor
during testing.
F. Rioux, P. Chalin / Electronic Notes in Theoretical Computer Science 157 (2006) 119–132 129
4.5 Other faults
A few of the remaining faults were simple possible null pointer dereferences.
An example of this occurred in a ﬁle that was recently added to the framework,
which had not been tested carefully. ESC/Java2 detected three possible null
pointer dereferences in it. Only an extensive use of the framework would have
been able to catch these, since the class was an exception adapter that would
only be used under exceptional circumstances.
5 Conclusion
We believe writing JML speciﬁcations and verifying the match between them
and the code with ESC/Java2 was a very helpful exercise. The time spent
during this case study has allowed us not only to identify and correct design
issues, but it has also forced us to think about and document the design
decisions that had previously been made. Moreover, this documentation can
be automatically veriﬁed by the tool. We have raised our level of trust in
the framework and, through the enforcement of behavioral subtyping, feel the
framework is a better candidate for reuse and expansion.
In this case study, ESC/Java2 proved itself to be useful for WEAs. How-
ever, it is a general purpose tool that is not limited to a speciﬁc domain
of application. The use of ESC/Java2 is likely to spread to other domains
of application. To our knowledge, this case study was the ﬁrst one involv-
ing ESC/Java2 and the WEA domain. Perhaps a drawback of JML in that
particular domain is that is does not currently support reasoning about con-
currency. However, a proposal has just been published to address this issue
[13]. Nonetheless the lightweight JML speciﬁcations we had to write for javax
and java.sql can be reused or supplemented by the JML community and can
contribute to making JML and its supporting tools, like ESC/Java2, more
convenient to use for Java developers.
Our case study involved a relatively small framework and application, but
since it performs modular checking, we believe that ESC/Java2 will scale up
to larger applications. For this case study, we used the latest development
release of ESC/Java2 (December 2004). It is considered to be in a late alpha
cycle. As such we did encounter errors with the tool but none that could not
be worked around. In fact the lead developers were very responsive to our
problem reports and requests for assistance when the tool failed.
Of course there is a cost associated with the creation of speciﬁcations.
As this was our ﬁrst case study involving ESC/Java2, an important part of
our eﬀort was dedicated to learning about the tool and about the particular
form of JML speciﬁcations that best suite it. Several false alarms were also
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due to missing speciﬁcations of javax and java.sql classes. Moreover, as of
now, ESC/Java2 is not integrated into any IDE. We are conﬁdent that as
research progresses and ESC/Java2 becomes more mature and easy to use,
the cost/beneﬁt ratio will become more and more appealing.
6 Future work
Now that some of the javax and java.sql classes have been speciﬁed, in the
future, we would like to perform this study again with other WEAs and see if
the annotation burden has been lowered in a signiﬁcant manner. Since every
year the SoenEA framework is used by more than a hundred students, we
plan to provide them with the annotated version of the framework and verify
whether they think using ESC/Java2 can improve the quality of their WEAs
and help them identify and correct faults. Yet another interesting avenue
would be to reuse the annotated SoenEA framework, applying other JML
compatible tools to it, and then checking how much the written speciﬁcations
can be reused and what beneﬁts WEA developers can get out of them.
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