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Abstrakt
Tato pra´ce se zaby´va´ metodami vy´roby webovy´ch aplikacı´ a specia´lneˇ webovy´ch prezen-
tacı´ v prostrˇedı´ ASP.NET. Jejı´m cı´lem je najı´t a analyzovat klı´cˇove´ proble´my spojene´
s touto cˇinnostı´ a na´sledneˇ navrhnout a implementovat rˇesˇenı´ v podobeˇ specializovane´ho
frameworku pro ASP.NET. V prvnı´ch kapitola´ch popisuje novou architekturu pro we-
bove´ aplikace. V navazujı´cı´ch kapitola´ch rˇesˇı´ proble´my lokalizace, vstupu uzˇivatelsky´ch
dat a jejich persistence v databa´zi nebo ve vyrovna´vacı´ pameˇti. Pra´ce je uzavrˇena
rˇesˇenı´mi trˇı´ prˇı´padu˚ z praxe.
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Abstract
This thesis deals with methods of production of web applications and focuses especially
onASP.NET basedweb presentations. Its goal is to discover and analyze problems related
to this pursuit and subsequently design and implement solution to these problems in a
form of specialized framework for ASP.NET. Opening chapters describe new architecture
for web applications. Following chapters solve problems of localization, user input and
data persistence both in database and cache. Thesis is concluded with solutions to three
practical cases.
Keywords: web application, web presentation, ASP.NET, framework, .NET, C#, localiza-
tion, persistence, forms, cache
Seznam pouzˇity´ch zkratek a symbolu˚
ASP.NET – Advanced Server Pages .NET, prostrˇedı´ pro vy´voj webovy´ch
aplikacı´ v .NET
ASP.NET MVC – MVC framework od firmy Microsoft pro ASP.NET
CMS – Content Management System, informacˇnı´ syste´m pro spra´vu
obsahu
CRM – Customer Relationship Management, informacˇnı´ syste´m pro
rˇı´zenı´ vztahu se za´kaznı´ky
CRUD – Za´kladnı´ operace s daty: Create, Read, Update, Delete
HTML – HyperText Markup Language, znacˇkovacı´ jazyk webovy´ch
stra´nek
HTTP – HyperText Transfer Protocol, protokol pouzˇı´vany´ pro prˇenos
webovy´ch stra´nek
JSON – JavaScript Object Notation, forma za´pisu a serializace dat
LINQ – Language Integrated Query, dotazovacı´ jazyk integrovany´
v .NET
MVC – Model-View-Controller, aplikacˇnı´ architektura
MSDN – Microsoft Developer Network
PHP – Skriptovacı´ jazyk pro tvorbu webovy´ch aplikacı´
SEO – Search Engine Optimization
SQL – Dotazovacı´ jazyk pouzˇı´vany´ v relacˇnı´ch databa´zı´ch
URL – Uniform Resource Locator, oznacˇenı´ zdroje v ra´mcı´ sı´teˇ Inter-
net
WYSIWYG – What You See Is What You Get
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41 U´vod
Pro webove´ prezentace a aplikace mensˇı´ho rozsahu by´va´, zejme´na na cˇeske´m trhu, typ-
icky implementacˇnı´m jazykem PHP a prostrˇedı´m webovy´ server Apache beˇzˇı´cı´ nad
neˇkterou z distribucı´ operacˇnı´ho syste´mu Linux. Tento jazyk umozˇnˇuje snadne´ vybu-
dova´nı´ za´kladu˚ webove´ aplikace a ze sve´ podstaty take´ jejı´ prˇı´padne´ na´silne´ prˇiohnutı´,
pokud je trˇeba prove´st radika´lnı´ zmeˇnu.
Dı´ky tomu pro tuto oblast vznikla rˇada frameworku˚, pomocı´ ktery´ch se vy´voj znacˇneˇ
urychlı´. Nanesˇteˇstı´ tyte´zˇ vlastnosti, ktere´ umozˇnˇujı´ programa´torovi jazyk a prostrˇedı´
rychle pochopit na za´kladnı´ u´rovni, jako naprˇı´klad slabe´ typova´nı´ a nedorˇesˇeny´ objek-
tovy´ model, mu s prˇiby´vajı´cı´mi zkusˇenostmi a na´roky na vy´slednou aplikaci vy´razneˇ
znesnadnˇujı´ jejı´ vy´voj a u´drzˇbu. V rˇadeˇ prˇı´padu˚ tak vznikajı´ rˇesˇenı´, ktera´ sice splnˇujı´
definovane´ pozˇadavky, ale lze je jen teˇzˇko oznacˇit za cˇista´.
Absence na´stroju˚ jako jsou refactoring nebo pokrocˇila´ pra´ce s databa´zı´ a business enti-
tami nutı´ vy´voja´rˇe prˇecha´zet do pokrocˇilejsˇı´ch prostrˇedı´ zalozˇeny´ch na jazyku Java nebo
prostrˇedı´ ASP.NET, kde je kvalitnı´ podpora pro vy´voj enterprise aplikacı´ a informacˇnı´ch
syste´mu˚. Z historicky´ch du˚vodu˚ a take´ dı´ky sve´ otevrˇenosti je v prostrˇedı´ jazyka Java
sˇirsˇı´ nabı´dka hotovy´ch nebo prˇedprˇipraveny´ch rˇesˇenı´ a tedy i veˇtsˇı´ sˇance, zˇe programa´tor
nalezne takove´, ktere´ odpovı´da´ potrˇeba´m jeho projektu. Mladsˇı´ prostrˇedı´ ASP.NET i prˇes
svu˚j rychly´ a dynamicky´ rozvoj neposkytuje v soucˇasne´ dobeˇ dostatecˇne´ prostrˇedky pro
tvorbu webovy´ch prezentacı´ a webovy´ch aplikacı´ se du˚razem na prezentacˇnı´ cˇa´st.
Dı´ky prˇirozene´ uzavrˇenosti platformy ASP.NET, resp. cele´ho frameworku .NET,
jsou tyto prˇeka´zˇky hu˚rˇe prˇekonatelne´. Prˇı´kladem mu˚zˇe by´t URL routova´nı´ (metoda
snadne´ho dosazˇenı´ konzistentnı´ch a dobrˇe optimalizovany´ch URL pro stra´nky webu),
ktere´ nahradilo drˇı´veˇjsˇı´ me´neˇ dokonalou techniku jednosmeˇrne´ho prˇepisova´nı´ URL po-
mocı´ mod rewrite (modul HTTP serveru Apache urcˇene´ k tomuto u´cˇelu).
V PHP komuniteˇ dosˇlo k rychle´ adopci tohoto konceptu a dnes si mu˚zˇeme vybrat
z desı´tek open-source frameworku˚, ktere´ jej podporujı´1. Na druhou stranu v prostrˇedı´
ASP.NET jizˇ takovy´ vy´beˇr nenı´ a existujı´cı´ zdarma dostupne´ frameworky jako Monorail
vznikly´ v roce 2007 nebo v roce 2009 uvolneˇny´ ASP.NET MVC od Microsoftu.
1.1 Cı´le pra´ce
Prˇi na´vrhu a implementaci tohoto frameworku jsem vycha´zel prˇedevsˇı´m z potrˇeb prˇi
vytva´rˇenı´ webovy´ch prezentacı´, ktere´ jsem zaznamenal beˇhem sve´ dosavadnı´ praxe
s vytva´rˇenı´m komercˇnı´ch projektu˚ v PHP. Popta´vka na trhu v te´to oblasti vyzˇaduje od
vy´robcu˚ snı´zˇenı´ na´kladu˚ a vysokou flexibilitu ve rˇı´zenı´ zmeˇn pozˇadavku˚. Tento frame-
work se tedy prˇedevsˇı´m specializuje na zkra´cenı´ cˇasu potrˇebne´ho k vy´robeˇ prvnı´ funkcˇnı´
verze prezentace a za´rovenˇ se snazˇı´ zvy´sˇit podı´l neprograma´toru˚ na projektu a umozˇnˇit
programa´torovi podı´let se na veˇtsˇı´m mnozˇstvı´ projektu˚ soucˇasneˇ.
1z nich byl uvedl naprˇı´klad framework Symfony zacˇı´najı´cı´ v roce 2005
(http://en.wikipedia.org/wiki/Symfony framework) a PRADO (http://www.pradosoft.com/about/)
vznikly´ v roce 2004
5Tato pra´ce si klade za cı´l vytvorˇit za´kladnı´ ra´mec pro prostrˇedı´ ASP.NET, ktery´ bude
schopen i vy´voja´rˇu˚m teprve zacˇı´najı´cı´m s tı´mto prostrˇedı´m, poskytnout specializovane´
rˇesˇenı´ na klı´cˇove´ proble´my pro tvorbu webovy´ch prezentacı´ v na´sledujı´cı´ch oblastech:
1. Vytva´rˇenı´ staticky´ch cˇa´stı´ webove´ prezentace (tedy takovy´ch, co nepodle´hajı´ spra´veˇ
obsahu).
2. Optimalizace pro vyhleda´vacı´ stroje s individua´lnı´mi URL pro jednotlive´ jazyky.
3. Persistence dat.
4. Vstup dat pomocı´ formula´rˇu˚.
Prvnı´ cˇa´st pra´ce poskytne cˇtena´rˇi na´hled to teoreticky´ch konceptu˚, na jejichzˇ za´kladeˇ
fungujı´ webova´ aplikace obecneˇ a v prostrˇedı´ ASP.NET. Bude zde take´ popsa´na podstata
proble´mu˚, se ktery´mi se lze setkat, a navrzˇeno neˇkolik vhodny´ch rˇesˇenı´.
V druhe´ cˇa´sti budou ke kazˇde´mu te´matu objasneˇn du˚vod, procˇ je trˇeba se jı´m prˇi
vy´voji zaobı´rat, a jake´ vy´hody plynou z u´speˇsˇne´ho vyrˇesˇenı´ souvisejı´cı´ch proble´mu˚. Da´le
bude provedeno srovna´nı´ dostupny´ch rˇesˇenı´, at’ uzˇ teoreticky´ch, cˇi prakticky´ch, na´sledneˇ
na´vrh a popis implementace vlastnı´ho rˇesˇenı´ s neˇkolika kra´tky´mi, prakticky´mi prˇı´klady.
Soucˇa´stı´ pra´ce jsou trˇi rˇesˇene´ prˇı´pady rea´lny´ch webovy´ch prezentacı´, na ktery´ch se
mu˚zˇe cˇtena´rˇ rychle a snadno sezna´mit s nejdu˚lezˇiteˇjsˇı´mi a nejuzˇitecˇneˇjsˇı´mi vlastnostmi
frameworku.
1.2 Pouzˇite´ termı´ny
Pro mnoho anglicky´ch termı´nu˚ z oblasti webovy´ aplikacı´ neexistujı´ adekva´tnı´ cˇeske´
termı´ny, nebo nebyly dosud prˇijaty cˇeskou programa´torskou verˇejnostı´. Proto budou
v takovy´ch prˇı´padech pouzˇity v za´jmu jednoznacˇnosti a srozumitelnosti pocˇesˇteˇne´ vari-
anty termı´nu˚ anglicky´ch.
62 Teoreticka´ vy´chodiska
2.1 Webova´ prezentace
Webova´ aplikace je takovy´ software, ktery´ beˇzˇı´ centralizovaneˇ na serveru a umozˇnˇuje
prˇı´stup uzˇivatelu˚m skrze pocˇitacˇovou sı´t’. Tato pra´ce se zaby´va´ takovy´mi webovy´mi
aplikacemi, ktere´ jsou poskytova´ny skrze celosveˇtovou sı´t’ Internet a jejich cı´lem je
prˇedevsˇı´m prezentovat sve´ho provozovatele a jeho cˇinnost, sluzˇby, produkty cˇi reference.
Takove´ webove´ aplikace se oznacˇujı´ jako webove´ prezentace a jejich aplikacˇnı´ logika se
z veˇtsˇı´ cˇa´sti skla´da´ ze zobrazova´nı´ a spra´vy obsahu.
Z tohoto cı´le vycha´zejı´ du˚lezˇite´ vlastnosti webovy´ch prezentacı´, prˇede vsˇemi os-
tatnı´mi dostupnost informacı´ co nejveˇtsˇı´mumnozˇstvı´ uzˇivatelu˚. Du˚sledkem toho je trˇeba
prezentaci co nejle´pe osˇetrˇit nejen ze strany pro na´vsˇteˇvnı´ka, ale take´ uzˇivatelske´ rozhranı´
pro spra´vu obsahu musı´ by´t prˇipraveno jednodusˇe a srozumitelneˇ, nebot’ spra´vci obsahu
by´vajı´ v mnoha prˇı´padech uzˇivatele-zacˇa´tecˇnı´ci.
2.2 ASP.NET
ASP.NET je soucˇa´st frameworku Microsoft .NET, ktera´ umozˇnuje vy´voj webovy´ch ap-
likacı´ v tomto prostrˇedı´. Obsahuje velke´ mnozˇstvı´ trˇı´d, ktere´ rˇesˇı´ nejdu˚lezˇiteˇjsˇı´ cˇinnosti
souvisejı´cı´ s provozem webove´ aplikace, od zpracova´nı´ prˇı´chozı´ho HTTP pozˇadavku azˇ
pod vy´stup k uzˇivateli.
2.2.1 WebForms
Integrovanou soucˇa´stı´ prostrˇedı´ ASP.NET jsou WebForms [1]. Jde o za´kladnı´ architek-
turu webove´ aplikace, kde v adrese HTTP pozˇadavku je uvedena prˇı´mo cesta k souboru,
ktery´ se ma´ vykonat. Toto rˇesˇenı´ je beˇzˇne´ i v dalsˇı´ch prostrˇedı´ch, naprˇı´klad PHP, Per-
l/CGI nebo JSP v jazyku Java.
WebForms vycha´zejı´ koncepcˇneˇ z WinForms. Kazˇda´ stra´nka je analogii okna (an-
glicky oznacˇovane´ jako form) v desktopove´ aplikaci. Dalsˇı´ spolecˇnou vlastnostı´ je, zˇe
programova´nı´ WebForms je rˇı´zeno uda´lostmi.
Implementace stra´nky se tedy skla´da´ ze dvou cˇa´stı´ - na´vrhu a implementace uda´lostı´.
Na´vrh mu˚zˇe by´t tvorˇen pomocı´ specia´lnı´ho na´stroje podobneˇ jako u oken desktopovy´ch
aplikacı´, nebo mu˚zˇe by´t zapisova´n v HTML s rozsˇı´rˇenou sadou znacˇek. Implementace
uda´lostı´ je vytvorˇena v jazyce C# nebo VisualBasic.NET.
2.2.2 ASP.NET MVC
Pokrocˇilejsˇı´m rˇesˇenı´m je ASP.NET MVC (http://www.asp.net/mvc/). Jde o samostany´
framework zalozˇeny´ na trˇı´vrstve´m architektura´lnı´m vzoru Model-View-Controller.
Model prˇedstavuje samotnou aplikacˇnı´ logiku, ktera´ je neza´visla´ na zpu˚sobu, jaky´m
s nı´ bude pracovat uzˇivatel. Pra´ce s databa´zı´ nebo vy´pocˇty nad daty jsou typicky´mi
prˇı´klady cˇinnostı´, ktere´ se prova´dı´ v modelu. V architekturˇe je implementace modelu
vy´hradneˇ za´lezˇitostı´ programa´tora a MVC framework do nı´ nazasahuje. Pro model je
7tedy mozˇne´ si vybrat libovolnou jinou podpu˚rnou knihovnu (naprˇı´klad LINQ to SQL
nebo ADO.NET)
Naopak implementace vrstvy Controller je vyzˇadova´na ve striktnı´ formeˇ, protozˇe tato
vrstva ma´ za u´kol prˇebı´rat pozˇadavky od uzˇivatele a prˇı´pravit pro neˇj odpoveˇdi. Ke
zpracova´nı´ mu˚zˇe ale nemusı´ pouzˇı´vat vrstvu Model a vy´sledek sve´ cˇinnosti postoupı´
vrstveˇ View.
Vrstva View je take´ zpracova´vana frameworkem a proto musı´ dodrzˇovat urcˇita´
pravidla. Na sve´m vstupu prˇebı´ra´ data od vrstvy Controller a jejı´m u´kolem je vytvorˇit
odpoveˇd’, ktere´ bude rozumeˇt webovy´ prohlı´zˇecˇ uzˇivatele (tzn. HTML stra´nku, soubor
ke stazˇenı´ apod.).
Tato pra´ce pouzˇı´va´ neˇktere´ koncepty MVC, jako vrstvu View, ale kvu˚li sve´ special-
izaci naprˇı´klad stanovuje striktneˇjsˇı´ omezenı´ naprˇı´klad v modelu.
2.3 Teorie v kapitola´ch
Pro veˇtsˇı´ na´vaznost a srozumitelnost textu jsou teoreticka´ vy´chodiska rozdeˇlena prˇı´mo
k te´matu˚m, ktery´mi se pra´ce zaby´va´. Jednotlive´ kapitoly zacˇı´najı´ samostatny´mi sekcemi,
ktere´ obsahujı´ teoreticke´ i prakticke´ za´klady, na ktery´ch jsou dnes webove´ aplikace (a
specia´lnı´ webove´ prezentace) zalozˇeny a rozbor nejvı´ce rozsˇı´rˇeny´ch existujı´cı´ch rˇesˇenı´.
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3.1 Zˇivotnı´ cyklus pozˇadavku v ASP.NET
Prˇi vstupu HTTP pozˇadavku do ASP.NET aplikace je z neˇj vytvorˇena instance trˇı´dy
HttpRequest. Ta je spolecˇneˇ s pra´zdnou instancı´ HttpResponse a dalsˇı´mi daty zabalena
do nove´ instance trˇı´dy HttpContext. K HttpContext je prˇipojena instance HttpApplica-
tion (nebo trˇı´dy, ktera´ je z nı´ odvozena), ktere´ na´sledneˇ prˇeda´no rˇı´zenı´. Kazˇda´ webova´
aplikace v ASP.NET obsahuje nejvy´sˇe jednu trˇı´du odvozenou od HttpApplication a jejı´
implementace musı´ by´t v souboru Global.asax v korˇenove´m adresa´rˇi aplikace. Tato trˇı´da
ale mu˚zˇe mı´t mnoho instancı´, prˇicˇemzˇ kazˇda´ instance mu˚zˇe by´t na´sledneˇ znovupouzˇita
pro zpracova´nı´ vı´ce pozˇadavku˚.
Instance HttpApplication ma´ za u´kol spousˇteˇnı´ uda´lostı´ v ra´mci zˇivotnı´ho cyklu a
spousˇteˇnı´ modulu˚ a handleru˚ definovany´ch v souboru Web.config. Zatı´mco pozˇadavek
mu˚zˇe projı´t neˇkolika moduly, tak handler je kazˇde´mu pozˇadavku prˇirˇazen pouze jeden a
stojı´ na konci rˇeteˇzu zpracova´nı´. Trˇı´da implementujı´cı´ rozhranı´ IHttpHandler [2] obdrzˇı´
ke zpracova´nı´ instanci HttpContext obsahujı´cı´ pozˇadavek.
Framework se do prostrˇedı´ ASP.NET integruje na dvou mı´stech:
1. Implementacı´ vlastnı´ho handleru, ktery´ je nutno prˇirˇadit v ra´mci Web.config
2. Vlastnı´ rodicˇovskou trˇı´dou, od ktere´ musı´ programa´tor odvodit svoji trˇı´du aplikace
v Global.asax.
3.1.1 HTTP handler
Pro zpracova´nı´ pozˇadavku frameworkem je trˇeba nasmeˇrovat vsˇechny nezpracovane´
pozˇadavky na trˇı´du InvocationHttpHandler. Vlozˇenı´ handleru do seznamu lze prove´st
upravenı´m souboru Web.config tak, aby obsahoval na´sledujı´cı´ definici. Du˚lezˇite´ je
prˇida´nı´ rˇa´dku s elementem <add> do sekce s handlery. Podle pouzˇite´ho webove´ho
serveru a jeho nastavenı´ to mu˚zˇe by´t v sekci system.web/httpHandlers nebo sys-
tem.webServer/handlers. Pokud existujı´ obeˇ, je vhodne´ prˇidat handler frameworku do
obou.
<system.web>
<compilation debug=”true”/>
<httpHandlers>
<add verb=”” path=”” validate=”false” type=”PoskiNET.InvocationHttpHandler, PoskiNET”/>
</httpHandlers>
</system.web>
Tento handler prova´dı´ trˇi za´kladnı´ cˇinnosti:
1. Inicializaci aplikace.
2. Posı´la´nı´ souboru˚, ktere´ nenı´ trˇeba zpracova´vat (jde o soubory v adresa´rˇı´ch css/,
js/, images/).
3. Vytvorˇenı´ a spusˇteˇnı´ instance InvocationContext.
93.1.2 InvocationHttpApplication a InvocationApplication
Inicializace aplikace je prova´deˇna vola´nı´m staticke´ metody Initialize() ve trˇı´deˇ Invoca-
tionApplication. Ta obsahuje data, ktera´ budou sdı´lena prˇi zpracova´nı´ vsˇech pozˇadavku˚.
Inicializace je rozdeˇlena na neˇkolik fa´zı´, prˇicˇemzˇ konfigurace ru˚zny´ch cˇa´stı´ aplikace
je popsa´na da´le v prˇı´slusˇny´ch kapitola´ch. Za´kladnı´ nastavenı´ jsou vzˇdy provedena
v ra´mci frameworku a ten na´sledneˇ vyvola´ prˇı´slusˇnou instancˇnı´ metodu trˇı´dy aplikace
z Global.asax. Jsou vyvola´va´ny v na´sledujı´cı´m porˇadı´.
1. InitializeApplicationLocales() - Definice jazyku˚ aplikace, viz. kapitola o lokalizaci.
2. InitializeApplicationEntities() - Definice entitnı´ch typu˚, viz. kapitola o persistenci.
3. InitializeApplicationModules() - Definice modulu˚, viz. sekce v te´to kapitole.
4. InitializeApplicationTranslations() - Nahra´nı´ doplnˇkovy´ch lokalizacˇnı´ch souboru˚,
viz. kapitola o lokalizaci.
5. InitializeApplicationInvocations() - Definice a nastavenı´ vyvola´nı´, viz. sekce v te´to
kapitole.
6. InitializeApplicationRouter() - Definice routova´nı´, viz. sekce v te´to kapitole.
7. InitializeApplicationView() - Definice novy´ch poskytovatelu˚ vykreslenı´ pro
sˇablony, viz. kapitola o vrstveˇ View.
8. InitializeApplicationFinished() - Po dokoncˇenı´ vsˇech inicializacı´.
3.2 Kontext vyvola´nı´
Podobneˇ jako instance trˇı´dy HttpContext poskytuje prˇı´stup k informacı´m ty´kajı´cı´m se
HTTP pozˇadavku, tak instance InvocationContext v sobeˇ shrnuje dodatecˇne´ informace
ke zpracova´nı´ vyvola´nı´ a za´rovenˇ obaluje instanci HttpContext.
Obdobneˇ jako v HttpContext jsou vsˇechny vlastnosti prˇipraveny frameworkem a pro-
grama´tor aplikace pouze vyuzˇı´va´ jejich hodnoty.
Jedinou metodou InvocationContext, kterou mu˚zˇe programa´tor vyuzˇı´t je metoda
Redirect(), ktera´ slouzˇı´ k nastavenı´ prˇesmeˇrova´nı´. Prˇesmeˇrova´nı´ se prova´dı´ azˇ v ra´mci
fa´ze vy´stupu, prˇedcha´zejı´cı´ fa´ze (vyvola´nı´) se tedy vzˇdy provedou.
Instance InvocationContext procha´zı´ trˇemi fa´zemi.
3.2.1 Fa´ze routova´nı´
Podle HTTP pozˇadavku je nalezeno prvnı´ odpovı´dajı´cı´ pravidlo a je prˇirˇazeno do vlast-
nosti Route. Pokud zˇa´dne´ neodpovı´da´, je prˇirˇezeno pravidlo Error404.
Pokud je soucˇa´stı´ pravidla tova´rna na Invocation nebo View, je spusˇteˇna a vy´sledne´
instance prˇirˇazeny do prˇı´slusˇny´ch vlastnostı´. Vy´chozı´ hodnotou pro Invocation je null,
pro View je to vy´sledek vola´nı´ za´kladnı´ tova´rny (ve vy´chozı´m stavu nova´ instance trˇı´dy
TemplateView).
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3.2.2 Fa´ze vyvola´nı´
Pokud je vlastnost Invocation nastavena fa´zı´ routova´nı´ na instanci vyvola´nı´, je toto
vyvola´nı´ provedeno (viz. sekce o vyvola´nı´ch).
3.2.3 Fa´ze vy´stupu
V ra´mci te´to fa´ze se provede HTTP odpoveˇd’, Pokud bylo nastaveno prˇesmeˇrova´nı´, je
odesla´no to, jinak se provede vykreslenı´ instance View. Tento proces je podrobneˇji popsa´n
v samostatne´ kapitole.
3.2.4 ContinualState
ContinualState, cˇesky spojity´ stav, je koncept na pomezı´ ViewState zna´me´ho z Webforms
a klasicke´ session. Kazˇdy´ ContinualState prˇedstavuje podobneˇ jako session kolekci typu
Dictionary, ktera´ umozˇnˇuje ukla´dat dodatecˇne´ informace. Tato kolekce ovsˇem na rozdı´l
od session nenı´ dostupna´ prˇi kazˇde´m pozˇadavku, ale je dostupne´ pouze ve spojite´ linii
pozˇadavku˚, mezi ktery´mi se prˇeda´va´ jako parametr URL.
Tı´m se podoba´ ViewState a simuluje tak jeho chova´nı´. Idea´lnı´m prˇı´kladem vyuzˇitı´
mu˚zˇe by´t naprˇı´klad fitrova´nı´ a serˇazenı´ tabulky entit v administraci. Pokud si uzˇivatel
otevrˇe dveˇ okna prohlı´zˇecˇe a v kazˇde´m si serˇadı´ entity podle jine´ho atributu, pak prˇi
prˇechodu na druhou stra´nku mu zu˚stane v oknech zachova´no spra´vne´ rˇazenı´.
Aby se dosa´hlo mozˇnosti rozejı´t se z jedne´ zalozˇky dveˇma smeˇry, je trˇeba prˇi kazˇde´m
pozˇadavku vytvorˇit novou kopii ContinualState a vzhledem k tomu, zˇe ContinualState
ukla´da´ sva´ data do session, mu˚zˇe tato vlastnost obsadit velke´ mnozˇstvı´ pameˇti. Je
proto doplneˇna kolektorem, ktery´ recykluje prostor zabrany´ nejstarsˇı´mi instancemi, nebot’
z prakticke´ho hlediska je vzˇdy trˇeba jen tolik instancı´, kolik je otevrˇeno za´lozˇek.
3.3 Routova´nı´
Jako routova´nı´ se oznacˇuje cˇinnost, ktera´ k URL pozˇadavku˚ prˇirˇazuje vnitrˇnı´ oznacˇenı´
akcı´ webove´ aplikace a naopak. Jde tedy o vrstvu abstrakce, ktera´ oddeˇluje pozˇadavky
uzˇivatele od skutecˇne´ho usporˇa´da´nı´ aplikace.
Za´kladnı´mu prostrˇedı´ ASP.NET (resp. frameworku WebForms) v te´to oblasti
doneda´na chybeˇly klı´cˇove´ soucˇa´sti a URL pozˇadavku˚ tedy musely prˇı´mo odpovı´dat
fyzicky´m souboru˚m aplikace. Tato situace byla napravena prˇı´chodem ASP.NET 4.0,
ktere´ prˇı´slusˇne´ cˇa´sti doplnˇuje. Vzhledem k cˇerstvosti te´to zmeˇny (oficia´lnı´ vyda´nı´ dne
12.4.2010) a dalsˇı´m okolnostem jako jsou na´klady na prˇechod, podpora na hostingu a
vyda´nı´ ASP.NET MVC 2, nedosˇlo jesˇteˇ k rozsˇı´rˇenı´ a veˇtsˇina programa´toru˚ si te´to nove´
mozˇnosti ani nenı´ veˇdoma.
3.3.1 URL rewriting
Prˇedchu˚dcem routova´nı´ je URL rewriting (cˇesky prˇepisova´nı´ adres), ktere´ nenı´ prˇı´mo
soucˇa´stı´ aplikace, ale je realizova´no jako rozsˇı´rˇenı´ webove´ho serveru. Aktua´lnı´ verze we-
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bove´ho serveri Microsoft IIS spolecˇneˇ s rozsˇı´rˇenı´m URL Rewrite podporuje obousmeˇrny´
prˇepis pomocı´ sady pravidel, ktere´ programa´tor definuje v konfiguracˇnı´m souboru ap-
likace (Web.config). Prˇepis pozˇadavku˚ je zna´my´ i z jiny´ch webovy´ch serveru˚, naprˇı´klad
Apache HTTPd s modulem mod rewrite.
IIS k tomuto prˇı´da´va´ jesˇteˇ prˇepis odpoveˇdı´ a tı´m celou vrstvu oddeˇluje a da´va´ pro-
grama´torovi mozˇnost zapisovat odkazy v HTML ko´du bez ohledu na prˇepisova´nı´. Zjev-
nou nevy´hodou rozsˇı´rˇenı´ URL Rewrite je, zˇe aplikaci je trˇeba vyvı´jet s pomocı´ IIS mı´sto
Development Serveru, ktery´ je soucˇa´stı´ Visual Studia.
S Development Serverem jsou schopny spolupracovat jine´ implementace tohoto kon-
ceptu, ale kazˇda´ z nich ma´ neˇjakou nevy´hodu, cozˇ cˇinı´ routova´nı´ vy´hodneˇjsˇı´m rˇesˇenı´m
te´meˇrˇ v kazˇde´m prˇı´padeˇ.
Neˇkdy lze ovsˇem tato rˇesˇenı´ kombinovat k dosazˇenı´ optima´lnı´ho vy´sledku. Neˇkdy
se stane, zˇe neˇjaky´m nedopatrˇenı´m nebo take´ cˇasty´m prˇeklepem uzˇivatele´ pozˇadujı´ ex-
istujı´cı´ obsah, ale prˇes sˇpatnou URL. V takove´m prˇı´padeˇ je zbytecˇne´ meˇnit programovy´
ko´d aplikace a stacˇı´ pomocı´ prˇepisovacı´ho pravidla tuto URL prˇesmeˇrovat na korektnı´.
3.3.2 Struktura a principy routova´nı´
Podobneˇ jako u prˇepisova´nı´ se i routova´nı´ skla´da´ z kolekce pravidel. Jedno pravidlo se
oznacˇuje anglicky´m termı´nem route (v cˇesky´ch textech take´ neˇkdy routa, nebo cˇasteˇji jen
pravidlo routova´nı´). Pravidla mohou by´t ru˚zny´ch typu˚ a jednotlive´ typy se prˇedevsˇı´m
lisˇı´ algoritmem pro rozpozna´va´nı´ URL v pozˇadavku a analogicky i algoritmem pro
vytva´rˇenı´ URL.
Jednotliva´ musı´ by´t neˇjak jednoznacˇneˇ identifikova´na, podle implementace se
pouzˇı´va´ bud’ rucˇneˇ definovany´ identifika´tor, nebo kombinace vy´stupnı´ch parametru˚
(naprˇı´klad controller/action v prˇı´padeˇ frameworku ASP.NET MVC). Na za´kladeˇ te´to
identifikace lze prˇi vytva´rˇenı´ URL dohledat prˇı´slusˇne´ pravidlo a prˇı´padneˇ zachytit
situaci, kdy zˇa´dne´ odpovı´dajı´cı´ pravidlo neexistuje. Tı´m se routova´nı´ vy´znamneˇ lisˇı´ od
prˇepisu URL, nebot’ zarucˇuje, zˇe prˇi vy´voji aplikace nedosˇlo k opomenutı´.
3.3.3 U´cˇel
Z prˇedchozı´ch odstavcu˚ mu˚zˇeme snadno odvodit hlavnı´ du˚vody pro zavedenı´ te´to
vrstvy. Prvnı´m du˚vodem je zarucˇenı´ spra´vnosti odkazu˚, ktere´ aplikace generuje do
HTML ko´du. Integracı´ prˇı´mo do aplikace se vy´znamneˇ zjednodusˇuje naprˇı´klad rˇesˇenı´
odkazu ve vı´ce jazycı´ch. Druhy´m du˚vodem je zvy´sˇenı´ kvality odkazu˚ z hlediska optimal-
izace pro vyhleda´vacˇe. Pokud je z du˚vodu˚ te´to optimalizace zmeˇnit URL neˇktere´ stra´nky,
lze to prove´st na jednom mı´steˇ v ko´du a efekt se rozsˇı´rˇı´ do cele´ aplikace.
3.3.4 Na´vrh a implementace
V pricipech se na´vrh routova´nı´ nebude lisˇit od zavedeny´ch zvyklostı´. Routova´nı´ bude
soucˇa´stı´ pocˇa´tecˇnı´ fa´ze zpracova´nı´ pozˇadavku a za´kladeˇ jeho vy´sledku bude urcˇen
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konkre´tnı´ postup zpracova´nı´ pozˇadavku. Tento proces spocˇı´va´ v procha´zenı´ vsˇech routo-
vacı´ch pravidel a testova´nı´, jestli neˇktere´ odpovı´da´ obdrzˇene´mu pozˇadavku. Pokud je
takove´ pravidlo nalezeno, je pouzˇito k nastavenı´ prostrˇedı´, ve ktere´m se bude pozˇadavek
zpracova´vat (kontextu vyvola´nı´).
Pokud zˇa´dne´ pravidlo neodpovı´da´, je rˇı´zenı´ prˇeda´no za´chranne´mu pravidlu, ktere´
zajistı´ zobrazenı´ hezky vypadajı´cı´ho hla´sˇenı´ uzˇivateli. Je klı´cˇove´, aby toto hla´sˇenı´ na
uzˇivatele nepu˚sobilo jako kriticka´ chyba, a vy´sledna´ HTML stra´nka by meˇla obsahovat
za´kladnı´ navigacˇnı´ prvky spolecˇne´ vsˇem stra´nka´m.
V trˇı´dnı´m diagramu mu˚zˇeme videˇt, zˇe kromeˇ metody FindRoute() s popsany´m algo-
ritmem je s trˇı´dou Router jesˇteˇ teˇsneˇ sva´za´na instance trˇı´dy RouterXmlParser, ktera´ najde
uplatneˇnı´ zejme´na pro staticke´ stra´nky a je popsa´na v samostatne´ sekci.
Jednou du˚lezˇitou podmı´nkou, kterou je trˇeba, aby mechanismus routova´nı´ v tomto
frameworku fungoval, je korektnı´ pra´ce se staticky´mi stra´nkami. Statickou stra´nkou
v tomto kontextu nenı´ mysˇlen samostatny´ HTML soubor, ale takovy´ pru˚beˇh pozˇadavku
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aplikacı´, ktery´ neprovede zˇa´dne´ vyvola´nı´. V architekturˇe MVC by takovy´ pozˇadavek
tedy pouzˇı´val pouze vrstvu View.
Aby toho bylo dosazˇeno, je trˇeba vyvola´nı´ cha´pat jenom jako jednu z mozˇny´ch
cˇinnostı´ (da´le v textu oznacˇovany´ch jako direktivy), kterou lze prˇi pozˇadavku prove´st.
Mezi dalsˇı´ mozˇne´ direktivy lze zarˇadit pouzˇitı´ urcˇite´ sˇablony pro vy´stup nebo
prˇesmeˇrova´nı´ pozˇadavku na jinou URL. Tyto direktivy jsou soucˇa´stı´ definice pravidla
routova´nı´ a jsou provedeny v pocˇa´tecˇnı´ fa´zi vykona´va´nı´ pozˇadavku.
3.3.4.1 Trˇı´dy pravidel routova´nı´ Vsˇechny trˇı´dy pravidel musı´ by´t odvozeny od ab-
straktnı´ trˇı´dy Route. Ta poskytuje za´klad implementace pro vsˇechny potrˇebne´ operace
s pravidly. Ty lze rozdeˇlit na operace definicˇnı´, ktere´ budou provedeny pouze jednou, prˇi
inicializaci aplikace, a operace opakovane´.
3.3.4.1.1 Definice pravidel routova´nı´ Definice pravidla se sesta´va´ ze trˇı´ cˇa´stı´, ktere´
lze prove´st v ra´mci jednoho za´pisu. Nejprve je trˇeba vytvorˇit instanci zavola´nı´m kon-
struktoru neˇktere´ neabstraktnı´ trˇı´dy, ktera´ je potomkem trˇı´dy Route. V konstruktoru jsou
nastaveny vsˇechny povinne´ informace jako unika´tnı´ identifika´tor pravidla a vzor pro
srovna´va´nı´ s URL pozˇadavku.
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Dalsˇı´ informace se doda´vajı´ v ra´mci druhe´ fa´ze a to pomocı´ nastavova´nı´ vlast-
nostı´. Za´kladnı´mi vlastnostmi jsou kolekce direktiv a InvocationFactory pro urcˇenı´
vyvola´nı´. Doplnˇujı´cı´mi pak Source urcˇujı´cı´ zdroj cesty (definovana´ frameworkem, mod-
ulem, z XML souboru, nebo rucˇneˇ), TransferTo pro spojenı´ s jiny´m pravidlem a ViewFac-
tory pro nastavenı´ genera´toru odpoveˇdi. Vyplneˇnı´ teˇchto vlastnostı´ nenı´ povinne´, takova´
stra´nka bude obsahovat pouze spolecˇnou sˇablonu Layout. Toho lze vyuzˇı´t prˇi potrˇebeˇ
docˇasneˇ vypnout urcˇitou stra´nku. Zakomentova´nı´ cele´ho pravidla by totizˇ mohlo ve´st
k chyba´m v aplikaci (pokud by bylo neˇkde toto pravidlo pouzˇito pro generova´nı´ URL).
Pro snadneˇjsˇı´ definici direktiv poskytuje trˇı´da dveˇ pomocne´ vlastnostı´ - TemplateDi-
rective a DirectiveArray, prˇicˇemzˇ u teˇchto vlastnostı´ je mozˇne´ hodnotu pouze zapisovat.
Dı´ky tomu lze pouzˇı´t na´sledujı´cı´ dveˇ konstrukce:
InvocationApplication.Router.Routes.Add(new SimpleRoute(”Stranka”, ”Stranka”)
f
TemplateDirective = new RouteDirectiveTemplate(”Pages/Stranka”)
g) ;
InvocationApplication.Router.Routes.Add(new SimpleRoute(”Presmerovani”, ”Presmerovani”)
f
DirectiveArray = new IRouteDirective[]
f
new RouteDirectiveRedirect(”http://www.nahradni stranky.cz/”)
g
g) ;
Nakonec je trˇeba pravidlo zaregistrovat prˇı´danı´m do kolekce InvocationApplica-
tion.Router.Routes, jak je videˇt na prˇedchozı´m ko´du.
3.3.4.1.2 SimpleRoute a RegexRoute SimpleRoute slouzˇı´ ke spojenı´ pra´veˇ jedne´
URL k pra´veˇ jednomu identifika´toru. Vsˇechny parametry pozˇadavku jsou prˇeda´vany´
jako HTTP parametry (tzn. v URL za otaznı´kem).
RegexRoute pouzˇı´va´ jako vzor pro URL regula´rnı´ vy´raz a tedy odpovı´da´ vı´ce URL.
Pomocı´ regula´rnı´ho vy´razu lze take´ neˇktere´ cˇa´sti URL vzı´t a ulozˇit jako doplnˇkove´
parametry k teˇm zı´skany´m beˇzˇny´m zpu˚sobem. Naopak prˇi vytva´rˇenı´ URL z routovacı´ho
pravidla jsou pak prˇedane´ parametry vlozˇeny prˇı´mo do URL, pokud to jde, a zby´vajı´cı´
jsou prˇeda´ny beˇzˇny´m zpu˚sobem (za otaznı´kem)
Podrobneˇjsˇı´ vysveˇtlenı´ a pouzˇitı´ obou teˇchto trˇı´d je soucˇa´stı´ prvnı´ prˇı´padove´ studie.
3.3.4.1.3 EntityRoute EntityRoute je specia´lnı´ variantou RegexRoute, ktera´ nejen
z URL prˇevezme parametry, ale take´ podle nich umozˇnˇuje rovnou nacˇı´st za´znam
z databa´ze. Podrobneˇjsˇı´ vysveˇtlenı´ a pouzˇitı´ je soucˇa´stı´ trˇetı´ prˇı´padove´ studie.
3.3.5 Specia´lnı´ routovacı´ pravidla
Framework prˇi inicializaci oveˇrˇuje existenci dvou specia´lnı´ch routovacı´ch pravidel: Er-
ror403 a Error404. Tyto pravidla jsou pouzˇita tehdy, pokud je uzˇivateli zamı´tnuto prove-
16
denı´ pozˇadavku, resp. pro tento pozˇadavek neexistuje vy´sledek (naprˇı´klad chybeˇjı´cı´
stra´nka nebo neexistujı´cı´ aktualita)
Tato pravidla mohou by´t definova´na stejneˇ jako ostatnı´ pravidla, ale je doporucˇeno
pro neˇ pouzˇı´t SimpleRoute a doplnit jim pouze sˇablonu pro vykreslenı´.
3.3.6 Router.xml
Soubor Router.xml je umı´steˇn v adresa´rˇi App Data/ a umozˇnˇuje vytva´rˇenı´ routovacı´ch
pravidel bez nutnosti kompilova´nı´ programove´ho ko´du2. Je v neˇm mozˇno definovat
pouze pravidla typu SimpleRoute a RegexRoute.
Obsah souboru mu˚zˇe vypadat naprˇı´klad takto:
<?xml version=”1.0” encoding=”utf 8” ?>
<Router>
<SimpleRoute Id=”Error404” Pattern=”Error404” TemplateSource=”Pages/Error404” />
<SimpleRoute Id=”Error403” Pattern=”Error403” TemplateSource=”Pages/Error403” />
<SimpleRoute Id=”Index” Pattern=”” TemplateSource=”Pages/$flocaleg/Index” />
<SimpleRoute Id=”Kontakt” Pattern=”[[@url]]” TemplateSource=”Pages/$flocaleg/Kontakt” />
<RegexRoute Id=”Clanek” Pattern=”Clanek/(?&lt;Id&gt;nd+)” TemplateSource=”Pages/Clanek” /
>
</Router>
3.4 Vyvola´nı´
Vyvola´nı´ (trˇı´dy odvozene´ od trˇı´dy Invocation) jsou za´kladnı´m stavebnı´m kamenem ap-
likace zalozˇene´ na tomto frameworku a je v nich umı´steˇna cˇa´st aplikacˇnı´ logiky. V ar-
chitekturˇe MVC jde tedy o spojenı´ vrstev Model a Controller. Na rozdı´l od MVC jsou ale
vyvola´nı´ konceptua´lneˇ vı´ce odstı´neˇna od HTTP pozˇadavku.
Vzhledem k tomu, zˇe programa´tora aplikace nelze prakticky od HTTP pozˇadavku
oddeˇlit, bylo trˇeba vytvorˇit takove´ rˇesˇenı´, ktere´ by mu tak vy´znamny´m zpu˚sobem po-
mohlo, zˇe by se snazˇil pouzˇitı´ trˇı´dy HttpContext vyhnout z vlastnı´ iniciativy.
3.4.1 Parametry a vy´sledek
Tı´mto rˇesˇenı´m je pouzˇı´t silne´ typova´nı´ pro parametry i vy´sledky vyvola´nı´. Parametry
jsou prˇitom mysˇlena zpracovana´ vstupnı´ data z HTTP pozˇadavku a vy´sledky jsou data,
ktera´ budou na´sledneˇ prˇeda´na vrstveˇ View.
Tento koncept si mu˚zˇeme prˇedve´st na kra´tke´m prˇı´kladu. Prˇedpokla´dejme, zˇe
vytva´rˇı´me akci pro zobrazenı´ statistik hra´cˇu˚ sˇachu v urcˇity´ rok. Na vstupu tedy
potrˇebujeme zna´t jme´no hra´cˇe a rok, na vy´stupu pak pocˇet vy´her, pocˇet proher, soucˇet
bodu˚ a navı´c jesˇteˇ oblı´benou barvu figurek.
public class MyTestInvocationParameters : InvocationParametersBase
f
public string PlayerName = ””;
2Podrobneˇjsˇı´ vysveˇtlenı´ tohoto souboru je soucˇa´stı´ prvnı´ prˇı´padove´ studie.
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public int Year = DateTime.Now.Year;
public ChessPlayer Player
f
set
f
if (value == null)
PlayerName = ””;
else
PlayerName = value.Name;
g
g
g
public enum PreferredSetColor f Black, White g;
public class MyTestInvocationResult : InvocationResultBase
f
public int Wins f get; set; g
public int Losses;
public int Points;
public PreferredSetColor Color;
g
Trˇı´da *Parameters musı´ implementovat rozhranı´ IInvocationParameters (naprˇı´klad
skrz trˇı´du InvocationParametersBase) a da´le pro ni platı´ omezenı´, zˇe vsˇechna data, ktere´
majı´ by´t cˇteny z HTTP pozˇadavku, musı´ by´t pole (ne vlastnosti). Jinak rˇecˇeno vlastnosti
lze nastavovat pouze ko´dem. Toho lze vyuzˇı´t naprˇı´klad prˇi vytva´rˇenı´ odkazu˚.
Mı´sto toho, abychom veˇdeˇli, zˇe toto vyvola´nı´ pracuje se jme´nem hra´cˇe a prˇeda´vali
tento parametr, prˇeneseme zodpoveˇdnost za vy´beˇr konkre´tnı´ vlastnosti hra´cˇe sˇachu na
implementaci vyvola´nı´. Pokud tedy budeme vytva´rˇet odkaz na statistiky aktua´lnı´ho mis-
tra sveˇta, mu˚zˇeme pouzˇı´t na´sledujı´cı´ konstrukci:
string url = myInvocation.CreateLink(new MyTestInvocationParameters() f Player =
GetWorldMaster() g);
Trˇı´da *Result nema´ zˇa´dna´ omezenı´ kromeˇ povinnosti implementovat rozhranı´ IInvo-
cationResult (nebo by´t odvozena od InvocationResultBase).
3.4.2 Stav
Protozˇe by podle na´vrhu koncepce instance Invocation nemeˇla obsahovat pracovnı´ data,
ale existuje potrˇeba mı´t tyto data neˇkde ulozˇena pro snazsˇı´ rozdeˇlenı´ vy´konne´ho ko´du
do metod. Proto kromeˇ trˇı´dy pro parametr a vy´sledek pouzˇı´va´ vyvola´nı´ take´ trˇı´du pro
stav prova´deˇnı´.
Framework s instancı´ te´to trˇı´dy nijak nepracuje a pro udrzˇenı´ cˇistoty ko´du by to nemeˇl
mimo konkre´tnı´ vyvola´nı´ deˇlat ani programa´tor.
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3.4.3 Trˇı´da vyvola´nı´
Prˇi definici trˇı´dy vyvola´nı´ je trˇeba ji odvodit od genericke´ abstraktnı´ trˇı´dy Invocation
a uve´st jednotlive´ trˇı´dy, ktere´ reprezentujı´ parametry, vy´sledek a stav vyvola´nı´. Pokud
vyvola´nı´ nema´ vlastnı´ trˇı´du pro neˇkterou z teˇchto u´cˇelu˚, je mozˇne´ uve´st trˇı´du Invoca-
tion*Base.
public class MyTestInvocation
: Invocation<MyTestInvocationParameters, MyTestInvocationResult, InvocationStateBase>
f
public int MySetting f get; set; g
public MyTestInvocation()
f
MySetting = 10;
g
[ InvocationPrepare]
public InvocationCheckStatus CheckInvocation()
f
return InvocationCheckStatus.Enabled;
g
[ InvocationCheck(Order = 1000)]
public InvocationCheckStatus CheckInvocation()
f
return InvocationCheckStatus.Enabled;
g
[ InvocationCheck(Order = 2000)]
public InvocationCheckStatus CheckInvocation()
f
if (Parameters.Year < 1990)
return InvocationCheckStatus.Disabled;
else
return InvocationCheckStatus.Unchecked;
g
protected ChessPlayer FindPlayer()
f
return Persistence<ChessPlayer>.FindOne<IUserEntity>(Expression.Eq(”Name”,
Parameters.PlayerName));
g
[ InvocationExecute]
public void ExecuteInvocation()
f
ChessPlayer player = FindPlayer();
if (player != null)
f
Result.Wins = player.GetWinsInYear(Parameters.Year);
Result.Losses = player.GetLossesInYear(Parameters.Year);
Result.Color = player.PreferredSetColor;
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Result.Points = (Result.Wins   Result.Losses)  MySetting;
g
g
g
Vlastnosti vyvola´nı´ prˇedstavujı´ jeho nastavenı´ neza´visle´ na pozˇadavku uzˇivatele.
V nasˇem prˇı´padeˇ ma´meˇ nastavenı´ MySetting, podle ktere´ho se pocˇı´tajı´ v nasˇı´ aplikaci
body (pro jednoduchost je zde uveden pouze jeden koeficient, v praxi by jich bylo
samozrˇejmeˇ vı´ce).
3.4.3.1 Metody a zˇivotnı´ cyklus Metody vyvola´nı´ lze rozdeˇlit do cˇtyrˇ skupin:
1. pomocne´
2. prˇı´pravne´
3. oveˇrˇovacı´
4. vykona´vacı´
Pomocne´ jsou pouze beˇzˇne´ metody, ktere´ framework nijak nepouzˇı´va´. V nasˇem
prˇı´kladu je to metoda FindPlayer().
Ostatnı´ skupiny jsou vzˇdy oznacˇeny specia´lnı´m atributem (InvocationPrepare, In-
vocationCheck a InvocationExecute), prˇicˇemzˇ se prova´deˇjı´ v prˇı´slusˇne´ skupineˇ vzˇdy
postupneˇ podle vlastnosti Order tohoto atributu (vy´chozı´ je 0, rˇazenı´ je vzestupne´).
Prova´deˇnı´ cele´ skupiny alemu˚zˇe by´t zastaveno vy´jimkou. Vy´hozenı´ vy´jimky v ktere´koliv
cˇa´sti prova´deˇnı´ ma´ pak za na´sledek ukoncˇenı´ cele´ho vyvola´nı´ a uzˇivateli je zobrazeno
pouze chybove´ hla´sˇenı´. Uzˇivatele´ tedy neuvidı´ vy´pis vy´jimky, cozˇ je nejen uzˇivatelsky
prˇı´jemneˇjsˇı´, ale take´ bezpecˇneˇjsˇı´.
Prˇı´pravne´ a oveˇrˇovacı´ u´zce spolupracujı´. U´kolem prˇı´pravny´ch metod je prove´st
pouze tolik cˇinnostı´, aby mohly oveˇrˇovacı´ metody prove´st svoji cˇinnost. Oveˇrˇovacı´
cˇinosti pak na za´kladeˇ parametru˚ a dat zı´skany´ch prˇı´pravny´mi metodami vra´tı´ jednu
z hodnot vy´cˇtu InvocationCheckStatus. Hodnota Enabled povolı´ uzˇivateli prˇı´stup, hod-
nota Disabled ho zaka´zˇe a Unchecked stav nezmeˇnı´.
Pokud bychom v nasˇem prˇı´kladu meˇli rˇesˇena prˇı´stupova´ pra´va, pak by prˇı´pravna´
metoda mohla nejdrˇı´ve nacˇı´st do stavu vyvola´nı´ hra´cˇe podle parametru˚ a oveˇrˇovacı´
metody by na´sledneˇ zkontrolovala, jestli ma´ uzˇivatel prˇı´stup k informacı´m tohoto hra´cˇe.
Pokud je vy´sledkem oveˇrˇenı´ hodnota Enabled, tak je provedena i poslednı´ skupina
metod - metody vykona´vacı´. Jejich u´kolem je naplnit vy´sledek vyvola´nı´ daty.
3.4.3.2 Prˇida´nı´ routovacı´ho pravidla Aby mohl uzˇivatel toto vyvola´nı´ skutecˇneˇ
vyvolat, je trˇeba k neˇmu prˇidat routovacı´ pravidlo. To provedeme v ra´mci metody Initial-
izeApplicationInvocations() trˇı´dy aplikace. Definice je stejna´ jako u pravidel bez vyvola´nı´,
jenom je trˇeba doplnit tova´rnu na nasˇe vyvola´nı´.
Tova´rnou je genericka´ trˇı´da InvocationFactory, jejı´zˇ genericky´ parametr nastavı´me na
trˇı´du, kterou chceme tova´rnou vytva´rˇet. InvocationFactory umozˇnˇuje take´ prˇidat zpeˇtna´
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vola´nı´ (Workers), ktera´ se provedou prˇi vytva´rˇenı´ vyvola´nı´. Takto prˇidany´ ko´d slouzˇı´ ke
zmeˇneˇ vy´chozı´ho nastavenı´ vlastnostı´ vyvola´nı´ (viz. vy´sˇe).
InvocationApplication.Routes.Add(new SimpleRoute(”MyTest”, ”MojeStatistiky/Hrac”)
f
InvocationFactory = new InvocationFactory<MyTestInvocation>(),
TemplateDirective = new RouteDirectiveTemplate(”MyTest”)
g) ;
3.4.3.2.1 Vytva´rˇenı´ odkazu˚ Pro vytva´rˇenı´ odkazu˚ na vyvola´nı´ existuje zkratka.
Metoda CreateLink() prˇebı´ra´ jako parametr prˇı´mo instanci trˇı´dy, ktera´ je uvedena jako
trˇı´da parametru˚ a tı´mto zjednodusˇuje pouzˇitı´ a zprˇehlednˇuje ko´d, nebot’ lze opeˇt vyuzˇı´t
vy´hod silne´ho typova´nı´.
3.5 Moduly
Modul je trˇı´da odvozena´ od trˇı´dy Module a slouzˇı´ jako kontejner pro tova´rny vyvola´nı´
a take´ k nastavenı´ teˇchto tova´ren a k nim prˇı´slusˇny´ch pravidel routova´nı´. K tomu slouzˇı´
metody InitializeInvocations() a InitializeRouter(), ktere´ jsou ve trˇı´deˇ Module oznacˇeny
jako abstraktnı´. Tyto metody jsou vyvola´ny v ra´mci stejnojmenny´chmetod prˇi inicializaci
aplikace a tedy i ve stejne´m porˇadı´ (nejdrˇı´ve *Invocations, pak *Router).
3.5.1 Prakticky´ prˇı´klad
Tento prˇı´klad navazuje na prˇı´klad v sekci o vyvola´nı´ch. Tentokra´t je ovsˇem testo-
vacı´ vyvola´nı´ soucˇa´stı´ modulu. InitializeInvocations() i InitializeRouter() obsahuje velmi
podobny´ ko´d s tı´m rozdı´lem, zˇe je vyvola´nı´ i pravidlo prˇirˇazeno k modulu.
public class MyModule : Module
f
public InvocationFactory<MyTestInvocation> MyTestInvocationFactory f get; protected set; g
public MyModule()
: base(”My”)
f
g
public override void InitializeInvocations ()
f
MyTestInvocationFactory = new InvocationFactory<MyTestInvocation>()
f
Workers = new InvocationFactory<MyTestInvocation>.WorkerDelegate(delegate(
MyTestInvocation invocation)
f
invocation.Module = this;
invocation.MySetting = 42;
g)
g;
g
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public override void InitializeRouter ()
f
InvocationApplication.Routes.Add(new SimpleRoute(Id + ”/MyTest”, ”[[@url]]”)
f
Source = RouteSource.Module,
InvocationFactory = MyTestInvocationFactory,
TemplateDirective = new RouteDirectiveTemplate(Id + ”/MyTest”)
g) ;
g
g
3.5.2 Registrace modulu
Pouzˇite´ moduly programa´tor musı´ registrovat v metodeˇ InitializeApplicationModules()
trˇı´dy InvocationHttpApplication na´sledujı´cı´m zpu˚sobem:
public override void InitializeApplicationModules ()
f
InvocationApplication.Modules.RegisterModule(new UserModule());
g
3.5.3 Administrace
Administracˇnı´ modul je takovy´ modul, ktery´ je odvozen od trˇı´dy AdministrationModule
a od obycˇene´ho modulu se lisˇı´ tı´m, zˇe prˇi jake´mkoliv vyvola´nı´, ktere´ je soucˇa´stı´ tohoto
modulu, je nejprve oveˇrˇeno, zˇe je uzˇivatel prˇihla´sˇen. Pokud nenı´, tak je prˇesmeˇrova´n na
stra´nku prˇihla´sˇenı´ do administrace.
Navı´c ma´ jesˇteˇ abstraktnı´ metodu GenerateAdministrationMenu(), ktera´ slouzˇı´
k poskla´da´nı´ obsahu hlavnı´ho menu administrace. Tuto metodu tedymusı´ autor modulu
doplnit, ale mu˚zˇe ji take´ vytvorˇit pra´zdou. V takove´m prˇı´padeˇ modul nebude dostupny´
z hlavnı´ho menu, ale mu˚zˇe by´t naprˇı´klad vola´n z jine´ho modulu.
3.5.3.1 CrudAdministrationModule CrudAdministrationModule je trˇı´da odvozena´
od AdministrationModule a obsahuje za´kladnı´ cˇinnosti pro administraci za´znamu˚
v databa´zi. Za´rovenˇ take´ obsahuje obecnou uka´zkovou implementaci metody Gener-
ateAdministrationMenu()
public override void GenerateAdministrationMenu(AdministrationMenu menu)
f
menu.GetGroup(I18N.Translate(”/Modules/” + Id + ”/MenuGroup”, ”Default”))
.Add(Id, new MenuItem(I18N.Translate(”/Modules/” + Id + ”/MenuItemTitle”, Id),
ListEntitiesInvocationFactory .Route));
g
Prˇı´klad pouzˇitı´ CrudAdministrationModule je v trˇetı´ prˇı´padove´ studii, kde je imple-
mentova´n modul novinek.
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3.6 Ovlivneˇnı´ mezi moduly
Pouzˇı´tı´ trˇı´dy InvocationFactory pro nastavova´nı´ parametru˚ vyvola´nı´ poskytuje kazˇde´mu
modulu mozˇnost upravit nastavenı´ vyvola´nı´ v jine´m modulu prˇipojenı´m dalsˇı´ho ko´du
do rˇeteˇzu vyvola´nı´. Modul tak mu˚zˇe zjistit, zda je prˇı´tomny´ jiny´ modul a upravit jeho
vlastnosti a vyvola´nı´. Pouzˇı´t lze samozrˇejmeˇ jake´koliv vlastnosti trˇı´d modulu˚, tj. je mozˇne´
pouzˇı´vat podmı´nky typu ”existuje-li modul s rozhranı´m IAdministrationModule“.
Aby byla ovsˇem zajisˇteˇna za´kladnı´ inicializace vyvola´nı´, je trˇeba, aby moduly tyto
zmeˇny prova´deˇly pouze v ra´mci sve´ metody InitializeForeignInvocations(). Tato metoda
prˇebı´ra´ jeden parametr, cele´ cˇı´slo v rozsahu 0 azˇ 1000, ktere´ urcˇuje krok prova´deˇnı´.
To probı´ha´ tak, zˇe se nejprve se vyvola´ pro vsˇechny moduly InitializeForeignInvoca-
tions(0), na´sledneˇ pro vsˇechny moduly InitializeForeignInvocations(1), atd. Tı´m lze za-
jistit za´kladnı´ na´vaznost mezi zmeˇnami v prˇı´padeˇ ovlivneˇnı´ mezi trˇemi a vı´ce moduly.
Pro pokrocˇilejsˇı´ propojenı´ modulu˚ lze pouzˇı´t na´vrhovy´ vzor Inversion of Control
nebo aspektoveˇ orientovane´ programova´nı´, naprˇı´klad pomocı´ frameworku Spring.NET
(http://www.springframework.net/). V takove´m prˇı´padeˇ je trˇeba pouzˇı´t Inversion of
Control kontejner v metodeˇ InitializeApplicationModules() v souboru Global.asax.
3.7 Logova´nı´
Logova´nı´, neboli proces zaznamena´va´nı´ informacı´ o beˇhu aplikace, je velmi uzˇitecˇne´
zejme´na prˇi doplnˇova´nı´ nove´ho ko´du do ko´du jizˇ existujı´cı´ho (zejme´na v prˇı´padeˇ, zˇe
nezna´me jeho prˇesny´ pru˚beˇh). Proto tento vnitrˇnı´ cˇinnosti frameworku generujı´ infor-
mace o pru˚beˇhu pozˇadavku, podobneˇ jako to deˇla´ za´kladnı´ ASP.NET.
Framework nepouzˇı´va´ vlastnı´ rˇesˇenı´, ale vyuzˇı´va´ open-source knihovnu Apache
log4net (http://logging.apache.org/log4net/index.html), ktera´ je soucˇa´stı´ dlouhotr-
vajı´cı´ho a komplexnı´ho projektu zaby´vajı´cı´ho se tı´mto te´matem. Dı´ky tomu je toto rˇesˇenı´
velmi pruzˇne´ a existuje rˇada na´stroju˚, ktere´ lze pro analy´zu logu vyuzˇı´t.
Jednı´m z vedlejsˇı´ch cı´lu˚ frameworku je prˇinutit programa´tora, aby udrzˇoval celou ap-
likaci v konzistentnı´m stavu. Proto je veˇtsˇina selha´nı´ rˇesˇena vy´jimkami a do logu jsou za-
pisova´ny pouze proble´my s nı´zkou pravdeˇpodobnostı´, zˇe zu˚stanou nepovsˇimnuty nebo
zˇe vzniknou za´sahem neprograma´tora do beˇzˇı´cı´ aplikace - prˇedevsˇı´m se jedna´ o selha´nı´
souvisejı´cı´ s lokalizacı´.
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4 Vrstva View
V tradicˇnı´m na´vrhove´m vzoru MVC prˇedstavuje vrstva View oddeˇlenou cˇa´st aplikace,
ktera´ zajisˇt’uje pouze generova´nı´ samotne´ odpoveˇdi na pozˇadavek, tedy formova´nı´
vy´stupu z dat, ktera´ obdrzˇı´ od vrstvy Controller. Prˇestozˇe tento framework MVC ar-
chitektura´lneˇ neodpovı´da´, prˇebı´ra´ z neˇj cˇa´stecˇneˇ tento koncept.
4.1 U´vod
Prˇi srovna´nı´ naprˇı´klad s frameworkem ASP.NET MVC ma´ tento framework podstatneˇ
obecneˇjsˇı´ architekturu vrstvy View a drzˇı´ se vı´ce za´kladnı´ho na´vrhu vzoru MVC. Pomocı´
dalsˇı´ch vrstev umozˇnˇuje realizovat vy´stup libovolne´m (bina´rnı´m cˇi textove´m forma´tu)
a za´rovenˇ doda´va´ abstrakci, ktera´ umozˇnˇuje zpracova´vat sˇablony vy´stupu neza´visle na
poskytovateli (naprˇı´klad .ascx UserControl nebo C# trˇı´da).
4.2 Trˇı´da View
Trˇı´dy odvozene´ od trˇı´dy View slouzˇı´ k nastavenı´ chova´nı´ vy´stupu aplikace, tj. urcˇujı´
obsah poslany´ v odpoveˇdi. Kazˇdy´ pozˇadavek musı´ mı´t pra´veˇ jednu aktivnı´ instanci trˇı´dy
View a ta je ulozˇena ve vlastnosti View prˇı´slusˇne´ instance InvocationContext. V textu
bude da´le vlastnost InvocationContext.Current.View, tedy aktivnı´ instance trˇı´dy View
pro pra´veˇ zpracova´vany´ pozˇadavek, oznacˇova´na jako View nebo aktivnı´ View.
K vytvorˇenı´ te´to instance slouzˇı´ abstraktnı´ trˇı´da ViewFactory. Jejı´ konkre´tnı´ odvozene´
trˇı´dy musı´ implementovat metodu Create() vracejı´cı´ instanci trˇı´dy View. Framework
poskytuje dveˇ za´kladnı´ tova´rny:
 ApplicationViewFactory, ktera´ pro vytvorˇenı´ zavola´ metodu CreateView() instance
InvocationHttpApplication
 CallbackViewFactory, kterou mu˚zˇe ve spojenı´ s delega´tem programa´tor pouzˇı´t pro
vlastnı´ nastavenı´
4.2.1 Vy´chozı´ chova´nı´
Vy´chozı´m chova´nı´m je pouzˇitı´ ApplicationViewFactory, prˇicˇemzˇ vy´chozı´ implemen-
tace v InvocationHttpApplication vytvorˇı´ TemplateView s nastaveny´mi sˇablonami Html,
Head a Layout na jejich vy´chozı´ cesty (viz. da´le). V prˇı´padeˇ, zˇe je v kontextu nastavena
tova´rna vyvola´nı´ a toto vyvola´nı´ implementuje rozhranı´ IAdministrationInvocation, je
mı´sto vy´chozı´ sˇablony Layout pouzˇita sˇablona Administration/Layout.
Z toho tedy vyply´va´, zˇe pro u´plnost stra´nky je trˇeba jesˇteˇ doplnit hlavnı´ sˇablonu. Tu
musı´ poskytnout bud’ pravidlo routova´nı´, nebo vyvola´nı´.
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4.2.2 Urcˇenı´ chova´nı´ v Route
Jak bylo popsa´no uzˇ v sekci o routova´nı´, lze pomocı´ nastavenı´ vlastnosti ViewFactory
resp. prˇida´nı´m direktivy typu RouteDirectiveTemplate definovat specia´lnı´ View, resp.
hlavnı´ sˇablonu. V prˇı´padeˇ urcˇenı´ hlavnı´ sˇablony se direktiva provede pouze pokud je
aktivnı´ View instancı´ TemplateView.
4.2.3 Urcˇenı´ chova´nı´ v Invocation
Pouzˇitou instanci View a hlavnı´ sˇablonu lze zmeˇnit take´ pomocı´ vyvola´nı´. Toto nas-
tavenı´ ma´ prˇednost prˇede vsˇemi ostatnı´mi. Zmeˇnu lze prove´st tı´m, zˇe bude vyvola´nı´ im-
plementovat prˇı´slusˇne´ z na´sledujı´cı´ch rozhranı´. Skrze rozhranı´ IViewFactoryInvocation
vyvola´nı´ poskytuje odkaz na instanci ViewFactory, skrze rozhranı´ IMainTemplateInvo-
cation prˇı´mo instanci hlavnı´ sˇablony. Opeˇt platı´, zˇe pokud je hodnota null, tak ke zmeˇneˇ
nedocha´zı´ a urcˇenı´ chova´nı´ je tisˇe ignorova´no. V prˇı´padeˇ urcˇenı´ hlavnı´ sˇablony opeˇt platı´,
zˇe k neˇmu docha´zı´ jenom pokud je aktivnı´ View instancı´ TemplateView, jinak je tisˇe ig-
norova´no.
public interface IViewFactoryInvocation
f
ViewFactory ViewFactory f get; g
g
public interface IMainTemplateInvocation
f
Template MainTemplate f get; g
g
4.3 Sˇablony
Sˇablony slouzˇı´ k forma´tova´nı´ dat do pozˇadovane´ho tvaru. Z vneˇjsˇı´ho pohledu je vstupem
sˇablony jejı´ oznacˇenı´ a kolekce dat k zforma´tova´nı´. Vy´stupem sˇablonymohou by´t bina´rnı´
data, nebo cˇasteˇji text.
Z vnitrˇnı´ho pohledu mu˚zˇe by´t sˇablonou programovy´ ko´d (v neˇktere´m z jazyku˚
podporovany´ch platformou .NET), soubor, nebo cokoliv jine´ho. Vnitrˇnı´ pohled je da´m
pouzˇity´m poskytovatelem vykreslenı´.
Vykreslenı´ sˇablony se prova´dı´ metodou Render() a ma´ cˇtyrˇi fa´ze:
1. Spojenı´ data prˇedany´ch parametrem s daty prˇı´mo v instanci sˇablony.
2. Zpracova´nı´ zpeˇtny´ch vola´nı´ pro cache vy´stupu.
3. Pokud nebyla pouzˇita cache, je provedena detekce vhodne´ho poskytovatele
vykreslenı´ a jeho spusˇteˇnı´.
4. Pokud je vy´sledek (obdrzˇeny´ z cache nebo vykreslenı´m) textovy´, jsou neˇj jsou ap-
likova´ny doplnˇujı´cı´ u´pravy, naprˇı´klad obalenı´ HTML elementem div.
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4.3.1 Vy´sledek vykreslenı´
Vy´sledkem metody Render() je instance trˇı´dy TemplateOutput. Ta poskytuje univeza´lnı´
reprezentaci jak pro textovy´, tak pro bina´rnı´ vy´stup. O kterou z teˇchto dvou variant se
jedna´ urcˇuje hodnota vlastnosti Type. V prˇı´padeˇ textove´ho vy´stupu se pracuje s vlastnostı´
Text, v prˇı´padeˇ bina´rnı´ho s vlastnostı´ Data.
Pro textovy´ vy´stup lze pomocı´ vlastnosti RenderContainer ovlivnit, zda bude vy´stup
jesˇteˇ obalen doplnˇujı´cı´m HTML elementem div. Ten slouzˇı´ k zjednodusˇenı´ stylova´nı´,
protozˇe obsahuje oznacˇenı´ sˇablony a take´ pocˇitadlo, kolikra´t byla sˇablona vykreslena
beˇhem aktua´lnı´ho pozˇadavku.
4.3.2 Trˇı´da Template
Trˇı´da Template je uzavrˇena´ a slouzˇı´ jako vrstva abstrakce a spojovacı´ cˇla´nek mezi
vlastnı´m ko´dem programa´tora a poskytovatelem vykreslenı´.
4.3.2.1 Vlastnosti Nejdu˚lezˇiteˇjsˇı´ vlastnostı´ je Source, jejı´zˇ hodnota je za´rovenˇ jediny´m
parametrem konstruktoru. Jejı´ hodnota je rˇeteˇzec identifikujı´cı´ sˇablonu. Ve vlastnosti
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Source lze pouzˇı´vat za´stupny´ rˇeteˇzec ”$locale“, ktery´ se prˇi zpracova´nı´ nahradı´ ko´dem
jazyka aktua´lneˇ zpracova´vane´ho pozˇadavku. Upravenou hodnotu lze zı´skat z vlastnosti
SourceFile.
Dalsˇı´ du˚lezˇitou vlastnostı´ je kolekce Data, jejı´zˇ obsah je prˇi zpracova´nı´ sˇablony spo-
jen s parametrem data. Prˇi tomto spojenı´ majı´ hodnoty ulozˇene´ v kolekci prˇedane´ jako
parametr prˇednost.
Doplnˇujı´cı´mi vlastnostmi jsou Type a HtmlContainer. Tyle slouzˇı´ k urcˇenı´ u´cˇelu
sˇablony prˇi automatizovane´m vykreslova´nı´ rozvrzˇenı´ stra´nky. HtmlContainer je
prˇedlohou pro obalujı´cı´ element div.
Vlastnosti ReadCache aWriteCache jsou zpeˇtna´ vola´nı´ urcˇena´ pro cache sˇablon. Jejı´ch
pouzˇitı´ je popsa´no v kapitole zaby´vajı´cı´ se implementacı´ cache v tomto frameworku.
Pokud je vyuzˇit navrzˇeny´ vzor pro rˇesˇenı´ cache sˇablon, je ke generova´nı´ klı´cˇe polozˇky
cache pouzˇita metoda GetCacheKey(). Ta vytva´rˇı´ klı´cˇ kombinacı´ vlastnosti SourceFile
a teˇch pa´ru˚ klı´cˇ-hodnota z prˇedana´ kolekce dat, jejichzˇ klı´cˇe jsou uvedeny v kolekci
CacheKeys. Kolekce CacheKeys je ve vy´chozı´m stavu pra´zdna´.
4.3.2.2 Metody Alternativou ke konstruktoru je staticka´ metoda Create(), ktera´
prˇebı´ra´ stejne´ parametry jako konstruktor a vzˇdy vracı´ instanci Template nebo skoncˇı´
vy´jimkou. Staticka´ metoda CreateIfExists() navı´c prˇebı´ra´ jako nepovinny´ parametr
kolekci dat, kterou na´sledneˇ pouzˇije k otestova´nı´, zda je neˇktery´ poskytovatelu˚
vykreslenı´ schopen sˇablonu s tı´mto oznacˇenı´m a daty vykreslit. Pokud nenı´, je vra´cena
hodnota null.
Souvisejı´cı´ je instancˇnı´ metoda Exists(), ktera´ vracı´ hodnotu bool v za´vislosti na tom,
jestli je mozˇne´ sˇablonu s dany´mi parametry vykreslit.
Metoda Render() prova´dı´ vykreslenı´ a byla popsa´na v textu vy´sˇe. Metoda Clone()
prova´dı´ hluboke´ klonova´nı´.
4.3.3 Umı´steˇnı´ souboru˚
Veˇtsˇina vy´chozı´ch poskytovatelu˚ vykreslenı´ (viz. da´le) je zalozˇena na souborech. Soubory
s sˇablonami pro tyto poskytovatele je trˇeba umı´stit do adresa´rˇe Templates/ v korˇenove´m
adresa´rˇi aplikace. Pro poskytovatele vykreslenı´ zalozˇene´ho na trˇı´da´ch je vy´hodne´ umı´stit
soubory s ko´dem tamte´zˇ, nebot’ bude mı´t programa´tor veˇtsˇı´ prˇehled o dostupny´ch
sˇablona´ch, ale prˇedevsˇı´m vy´vojove´ prostrˇedı´ zarˇadı´ sˇablonu automaticky do korektnı´ho
namespace, tj. NazevMehoProjektu.Templates.
4.3.4 Poskytovatele´ vykreslova´nı´
Pro veˇtsˇı´ pruzˇnost je ve frameworku prˇida´na vrstva poskytovatelu˚ vykreslova´nı´. Jedna´
se o instance trˇı´d odvozeny´ch od TemplateRenderer, ktere´ jsou zaregistrova´ny do kolekce
Template.Renderers.
Kazˇdy´ poskytovatel musı´ implementovat dveˇ metody s na´sledujı´cı´mi signaturami:
public bool Detect(Template template, NameObjectCollection data);
public TemplateOutput Render(Template template, NameObjectCollection data);
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Metoda Detect() slouzˇı´ k oveˇrˇenı´, zda je poskytovatel najı´t konkre´tnı´ instanci (trˇı´du,
soubor, ...) odpovı´dacı´ sˇabloneˇ se zadany´mi parametry. Metoda Render() pak pro jizˇ
oveˇrˇenou sˇablonu vytvorˇı´ instanci TemplateOutput s vy´stupem.
4.3.4.1 ClassTemplateRenderer Tento poskytovatel vykreslova´nı´ je urcˇen pro inte-
graci logiky sˇablon do kompilovane´ho ko´du. Je vhodne´ jej pouzˇı´t pro bina´rnı´ vy´stup
nebo pokud je trˇeba vytvorˇit knihovnu sˇablon.
Aby byl schopen najı´t potrˇebne´ trˇı´dy, je nutne´ jej korektneˇ nastavit. Ve vy´chozı´m
stavu prohleda´va´ assembly PoskiNET a assembly aplikace. Pro prˇida´nı´ dalsˇı´ho assembly
s sˇablonami je trˇeba rozsˇirˇit jeho nastavenı´ na´sledujı´cı´m ko´dem v metodeˇ InitializeAppli-
cationView() v Global.asax:
var renderer = Template.Renderers[”ClassTemplateRenderer”];
renderer.ClassPrefixes.Add(”MojeSablony.Templates.”);
renderer.ExploreAssembly(typeof(MojeSablona).Assembly);
Prˇi odvozenı´ sˇablony od za´kladnı´ trˇı´dy ClassTemplate je trˇeba implementovat
metodu RenderTemplateOutput(), ktera´ musı´ vracet instanci trˇı´dy TemplateOutput.
Tuto pra´ci si mu˚zˇe programa´tor zjednodusˇit odvozenı´m TextClassTemplate nebo Bina-
ryClassTemplate, kde stacˇı´ pouzˇı´vat instanci TextWriter (resp. BinaryWriter) a to v imple-
mentaci metody Render().
Od kazˇde´ z teˇchto trˇı´ trˇı´d jesˇteˇ existuje rozsˇı´rˇena´ genericka´ varianta Invoca-
tion*ClassTemplate, kterou lze sva´zat prˇı´mo prˇı´slusˇnou trˇı´dou odvozenou od Invocation.
Pokud bude prˇi vykreslova´nı´ te´to sˇablony aktua´lnı´ vyvola´nı´ v kontextu odpovı´dat to-
muto typu v genericke´m parametru, bude tato instance vyvola´nı´ dostupna´ vlastnost In-
vocation a tedy umozˇnˇı´ silneˇ typovany´ prˇı´stup k vlastnostem a vy´sledku vyvola´nı´.
4.3.4.2 HtmlTemplateRenderer HtmlTemplateRenderer je poskytovatel
vykreslova´nı´ zalozˇeny´ na souborech. K vlastnosti Source prˇida´va´ ”.html“ a hleda´
soubor s tı´mto na´zvem v adresa´rˇi sˇablon. Vy´sledny´ soubor beze zmeˇn posˇle na vy´stup.
4.3.4.3 AscxTemplateRenderer AscxTemplateRenderer je poskytovatel umozˇnˇujı´cı´
vykreslit soubory .ascx podobny´m zpu˚sobem jako v za´kladnı´m ASP.NET. Je zalozˇen na
souborech, podobneˇ jako HtmlTemplateRenderer, s tı´m rozdı´lem, zˇe prˇida´va´ koncovku
”.ascx“. Pro tyto soubory platı´ stejna´ pravidla jako ve Webforms.
Tento poskytovatel vykreslova´nı´ je urcˇen prˇedevsˇı´m pro programa´tory, kterˇı´ jizˇ drˇı´ve
pracovali s Webforms nebo ASP.NET MVC. Pro zacˇı´najı´cı´ programa´tory je vhodneˇjsˇı´
pouzˇı´t na´sledujı´cı´ho poskytovatele, SparkTemplateRenderer.
4.3.4.4 SparkTemplateRenderer SparkTemplateRenderer poskytuje vykreslova´nı´
skrze Spark View Engine (http://sparkviewengine.com/). Ten nabı´zı´ pokrocˇilou syntaxi
se za´pisem prˇa´telsky´m pro HTML kode´ry. Proto je doporucˇeno jeho pouzˇitı´ mı´sto Ascx-
TemplateRenderer nebo ClassTemplateRenderer, pokud nenı´ za´vazˇny´ k opaku.
SparkTemplateRenderer je zalozˇen na souborech a pouzˇı´va´ koncovku ”.spark“.
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Lepsˇı´ prˇedstavu o vy´hoda´ch Spark View Engine poskytne na´sledujı´cı´ kra´tka´ uka´zka:
<viewdata products=”IEnumerable[[Product]]”/>
<ul if =”products.Any()”>
<li each=”var p in products”>$fp.Nameg</li>
</ul>
<else>
<p>No products available</p>
</else>
4.3.5 Za´kladnı´ sˇablony
Framework poskytuje neˇkolik za´kladnı´ch sˇablon pro TemplateView. Jedna´ se o Html a
Head. Obeˇ tyto sˇablony jsou parametrizova´ny prˇes kolekci Flags v kontextu vyvola´nı´ a
zohlednˇujı´ kolekce, ktere´ TemplateView deˇdı´ od HtmlView.
Tyto za´kladnı´ sˇablony jsou implementova´ny jako trˇı´dy, aby nebylo trˇeba je prˇena´sˇet
jako samostatne´ soubory. Vytvorˇenı´m vlastnı´ch sˇablon se stejny´m na´zvem mohou by´t
tyto sˇablony nahrazeny.
4.3.5.1 Layout Specificka´ je sˇablona Layout, u ktere´ vy´chozı´ nastavenı´ prˇedpoklada´
existenci, ale neposkytuje ji, protozˇe by meˇla obsahovat za´kladnı´ rozvrzˇenı´ specificke´ pro
konkre´tnı´ projekt.
Bez ohledu na poskytovatele, ktere´ho programa´tor zvolı´, je ve vy´sledku vykreslenı´
nahrazen text ”<PoskiNET:MainTemplate />“ vy´sledkem vykreslenı´ sˇablony Main.
Pokud sˇablona Main existuje, ale Layout neobsahuje tento text, bude vykreslenı´ Main
take´ vyvola´no.
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5 Lokalizace a internacionalizace
Pro dobre´ pochopenı´ te´to kapitoly je trˇeba si nejdrˇı´ve objasnit pojmy lokalizace a interna-
cionalizace. Internacionalizace, cˇa´sto te´zˇ oznacˇovana´ zkratkou I18N (kde 18 reprezentuje
prˇı´slusˇny´ pocˇet pı´smen uprostrˇed anglicke´ho termı´nu˚ internationalization), je postup
cˇi sada programovy´ch na´stroju˚, ktery´mi je software prˇipraven tak, aby podporoval
vı´ce jazyku˚. Lokalizace (te´zˇ L10N) prˇedstavuje na´sledne´ doplneˇnı´ software o podporu
konkre´tnı´ho jazyka. Spolecˇneˇ se tyto pojmy neˇkdy shrnujı´ pod pojem globalizace.
Z hlediskawebove´ aplikace prˇedstavuje globalizace znatelneˇ me´neˇ cˇinnostı´, nezˇ u kla-
sicky´ch aplikacı´. Prˇesto vsˇak je trˇeba rˇesˇit naprˇı´klad tyto oblasti:
 forma´tova´nı´ cˇı´sel (naprˇı´klad anglicka´ desetinna´ tecˇka a cˇeska´ desetinna´ cˇa´rka) a
peneˇzˇnı´ch cˇa´stek
 forma´tova´nı´ datumu a cˇasu, cˇasove´ zo´ny
 prˇeklady textu˚
 smysluplnost neˇktery´ch u´daju˚ (naprˇı´klad ICˇ mu˚zˇe by´t povinne´ prˇi registraci
v cˇeske´ mutaci webove´ aplikace, ale nema´ smysl pro anglickou mutaci)
V za´vislosti na komplexnosti projektu a zvolene´m aplikacˇnı´m prostrˇedı´ musı´ pro-
grama´tor vytvorˇit vlastnı´ rˇesˇenı´ pro jeden nebo vı´ce z teˇchto pozˇadavku˚. Naprˇı´klad
v prostrˇedı´ PHP nemu˚zˇe programa´tor s pomocı´ samotne´ho prostrˇedı´ pocˇı´tat vu˚bec,
zatı´mco prostrˇedı´ .NET s sebou prˇina´sˇı´ rozsa´hlou podporu. Dı´ky tomu zu˚sta´va´ vyrˇesˇit
hlavneˇ ru˚zne´ jazykove´ verze textu˚, ktere´ aplikace vypisuje.
V te´to kapitole se budeme veˇnovat pouze textu˚m, ktere´ definuje programa´tor prˇi
vy´voji aplikace. Dalsˇı´, samostatnou cˇa´stı´, je lokalizace uzˇivatelsky´ch dat. Ta sice s tı´mto
te´matem souvisı´ z vneˇjsˇı´ho pohledu, pozˇadavky na rˇesˇenı´ v te´to oblasti jsou vsˇak
slozˇiteˇjsˇı´, a proto je vy´hodneˇjsˇı´ oba proble´my rˇesˇit oddeˇleneˇ.
Stanovme si tedy za´kladnı´ pozˇadavky na cı´love´ rˇesˇenı´. Za´kladnı´, ne vsˇak u´plneˇ
zrˇejmy´, je pozˇadavek na evidenci vsˇech jazyku˚, ktere´ aplikace podporuje. Tato potrˇeba
nemusı´ nutneˇ existovat u internı´ch webovy´ch aplikacı´ jako jsou informacˇnı´ syste´my, ale
z hlediska webove´ prezentace je du˚lezˇite´ zna´t, jaky´ jazyk obsahu je dostupny´ a jake´ volby
tedy nabı´dnout uzˇivateli (nejcˇasteˇji se tato nabı´dka realizuje formou vlajek sta´tu˚ v neˇktere´
z okrajovy´ch oblastı´ stra´nky).
Druhy´, uzˇ zrˇejmeˇjsˇı´, pozˇadavek je samotne´ prˇelozˇenı´ textu˚ - podsyste´m rˇesˇı´cı´
lokalizaci bymeˇl by´t pro kombinaci jazyka a neˇjake´ho klı´cˇe, vyhledat prˇı´slusˇny´ prˇelozˇeny´
text.
Trˇetı´ a cˇtvrty´ pozˇadavek u´zce souvisı´. V za´jmu vytvorˇenı´ co nejkvalitneˇjsˇı´ho dı´la,
je trˇeba mı´t mozˇnost sledovat a sestavit seznam dosud neprˇelozˇeny´ch textu˚. Tyto je
pak trˇeba prˇeva´deˇt mezi prˇirozeny´m forma´tem prˇekladovy´ch souboru˚ a forma´tem,
ktery´ mu˚zˇe zpracovat profesiona´lnı´ prˇekladatel (mysˇlena naprˇı´klad osoba prˇekla´da´jı´cı´
z cˇesˇtiny do sˇpaneˇlsˇtiny apod.).
Poslednı´m, pa´ty´m, pozˇadavkem pak je snadna´ udrzˇovatelnost prˇirozeny´m forma´tem
prˇekladovy´ch souboru˚ pro prˇı´pad maly´ch zmeˇn. Naprosto bezˇny´m pozˇadavkem, se
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ktery´m se lze potkat v praxi, je potrˇeba klienta doplnit nebo opravit jeden prˇeklad
- naprˇı´klad nadpis stra´nky. Tato cˇinnost by nemeˇla by´t za´visla´ na programa´torovi, cˇi
specia´lnı´ch na´strojı´ch.
Strucˇneˇ tedy mu˚zˇeme tyto pozˇadavky shrnout na´sledovneˇ:
1. seznam podporovany´ch jazyku˚
2. prˇeklad textu˚
3. sledova´nı´ neprˇelozˇeny´ch textu˚
4. podpora pro profesiona´lnı´ prˇeklad
5. jednoduchost drobny´ch zmeˇn
Z teˇchto peˇti je prvnı´ sice du˚lezˇity´, ale vytvorˇit vlastnı´ implementaci takove´ho mech-
anismu je jednoduche´ a pokud bude existovat optima´lnı´ rˇesˇenı´ pro zby´vajı´cı´ pozˇadavky,
pak lze takove´ rˇesˇenı´ snadno rozsˇı´rˇit o tento bod. Druhy´ pozˇadavek je naprosto za´kladnı´
a cely´ proble´m definuje. V konecˇne´m du˚sledku ma´ tedy smysl se zaby´vat pouze
zby´vajı´cı´mi trˇemi body a prˇı´padny´mi vlastnostmi, ktere´ jednotliva´ rˇesˇenı´ prˇina´sˇejı´ navı´c.
5.1 Prˇehled dostupny´ch rˇesˇenı´
Abychom zjistili, ktere´ z dostupny´ch rˇesˇenı´ nejvı´ce odpovı´da´ nasˇim pozˇadavku˚,
provedeme u kazˇde´ho strucˇny´ rozbor vnitrˇnı´ch pricipu˚, uka´zku pouzˇitı´ a nakonec jaky´m
zpu˚sobem jednotlive´ pozˇadavky rˇesˇı´.
5.1.1 Lokalizace v ko´du
V tomto prˇehledu nelze opominout nejjednodusˇsˇı´ metodu a to ulozˇenı´ lokalizovany´ch
textu˚ prˇı´mo do ko´du. Prˇestozˇe se mu˚zˇe zda´t toto rˇesˇenı´ jako krajneˇ nevhodne´, mu˚zˇeme
v neˇktery´ch prˇı´padech najı´t dostatecˇne´ opodstatneˇnı´ pro jeho pouzˇitı´. Naprˇı´klad pokud
by meˇl by´t dosah teˇchto prˇekladu˚ omezen pouze jednu cˇi dveˇ stra´nky (kontaktnı´ for-
mula´rˇ). Jako obecne´ rˇesˇenı´ to vsˇak pouzˇı´t nelze a z dlouhodobe´ho hlediska mu˚zˇe cˇas na
u´drzˇbu vy´razneˇ ru˚st.
public enum Jazyk f Cesky, Anglicky g;
public class Preklad
f
public readonly string USER;
public Preklad(Jazyk j)
f
if ( j == Jazyk.Cesky)
USER = ”Uzivatel”;
if ( j == Jazyk.Anglicky)
USER = ”User”;
g
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g
Label1.Text = (new Preklad(aktivniJazyk)).USER;
1. seznam jazyku˚ rˇesˇı´ a je pevneˇ da´n v ko´du
2. prˇeklad textu˚ rˇesˇı´, jako bonusovou vlastnost prˇina´sˇı´ soucˇinnost s IntelliSense
na´poveˇdou
3. neprˇelozˇene´ texty lze snadno najı´t naprˇı´klad debuggerem, bez dalsˇı´ch rozsˇı´rˇenı´
rˇesˇenı´ se obtı´zˇneˇ hledajı´ v beˇzˇı´cı´ prezentaci
4. seznam klı´cˇu˚ k prˇelozˇenı´ lze vytvorˇit snadno textovy´m editorem, vlozˇenı´ hotovy´ch
prˇekladu˚ zpeˇt je mı´rneˇ komplikovaneˇjsˇı´
5. je trˇeba kompilovat ko´d, podle prˇı´padu i cele´ aplikace - drobne´ u´pravy jsou tedy
komplikovane´
5.1.2 Resources
Pouzˇitı´ resources k lokalizaci textu˚ bychom mohli oznacˇit za prˇirozenou metodu
prostrˇedı´ ASP.NET [3]. Z hlediska programa´tora jde o rˇesˇenı´ nejle´pe prozkoumane´ a pod-
porovane´, ma´ tedy sˇirokou podporu navzdory neˇktery´m slaby´m stra´nka´m. Mezi neˇ lze
patrˇı´ prˇedevsˇı´m obtı´zˇna´ strukturovatelnost a pro lokalizaci nevhodny´ forma´t souboru.
Resources pu˚vodneˇ slouzˇily prˇedevsˇı´m k vkla´da´nı´ externı´ch souboru˚ prˇı´mo do
spustitelne´ho souboru aplikace. Tı´mto zpu˚sobem jsou naprˇı´klad rˇesˇeny ikony .exe ap-
likacı´ pod Microsoft Windows. V prostrˇedı´ .NET je pak tento koncept pozmeˇneˇn na
formu XML serializace, soucˇa´stı´ resource souboru tak mohou by´t instance libovolne´ seri-
alizovatelne´ trˇı´dy, mezi jiny´mi pra´veˇ trˇı´dy String nebo Icon. Je tedy na programa´torovi,
aby dobrˇe oddeˇlil lokalizovane´ texty od ostatnı´ch resources.
Resources se deˇlı´ na globa´lnı´, ktere´ jsou prˇı´stupne´ v cele´ aplikaci, a loka´lnı´, ktere´
prˇislusˇı´ pouze k jedne´ stra´nce, tedy .aspx souboru. V obou prˇı´padech je zna´t silna´ inte-
grace do prostrˇedı´, nebot’ z globa´lnı´ resources jsou automaticky generovane´ silneˇ typo-
vane´ obaly, ktere´ jako v prˇedchozı´m rˇesˇenı´ umozˇnˇujı´ snadno pracovat s pozˇadovany´m
rˇeteˇzcem. Loka´lnı´ resources se zase implicitneˇ prˇirˇazujı´ do vlastnostı´ komponent na
stra´nce, pokud je jejich klı´cˇ zapsa´n v urcˇite´m forma´tu.
Nakonec je trˇeba jesˇteˇ poznamenat, zˇe je mozˇne´ pouzˇı´vat resources jak
jako externı´ soubory (pokud jsou jednom z adresa´rˇu˚ App GlobalResources nebo
App LocalResources) nebo je lze tradicˇnı´m zpu˚sobem prˇikompilovat prˇı´mo do
vy´sledne´ho assembly (prˇi umı´steˇnı´ v jine´m adresa´rˇi). Pro u´cˇely lokalizace je samozrˇejmeˇ
zˇa´doucı´ prvnı´ z teˇchto variant.
Celkoveˇ se resources jevı´ jako velice dobra´ volba, byt’ zbytecˇneˇ komplexnı´ pro u´cˇely
lokalizace.
// silne typovany pristup
Label1.Text = Resources.Texty.User
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// pristup pres funkci
Label1.Text = (String)GetGlobalResourceObject(”Texty”, ”User”);
1. podporovane´ jazyky nerˇesˇı´ a nelze je prˇı´mo zjistit, lze vsˇak prozkoumat adresa´rˇ,
kde jsou resources ulozˇeny
2. integrace do prostrˇedı´ .NET toto rˇesˇenı´ zvy´hodnˇuje
3. vy´chozı´ hodnota pro neprˇelozˇeny´ text null, podle pouzˇitı´ mu˚zˇe by´t bud’ neviditelna´
nebo vyvolat vy´jimku souvisejı´cı´ s pouzˇitı´m null objektu
4. existuje jak na´stroje pro prˇekladatele pracujı´cı´ prˇı´mo s resource soubory
(http://resxtranslator.codeplex.com/), tak na´stroje pro konverzi z a do forma´tu
prˇirozeneˇjsˇı´ho pro prˇekladadatele (http://resx.sourceforge.net/)
5. drobne´ u´pravy jsou mozˇne´, ale vyzˇadujı´ zvy´sˇenou opatrnost, protozˇe chybeˇjı´cı´ re-
source soubor (naprˇı´klad du˚sledkem prˇeklepu) k vyvola´nı´ vy´jimky prˇi zobrazenı´
stra´nky
5.1.2.1 gettext Knihovna gettext vznikla za u´cˇelem lokalizace programu˚ napsany´ch
v jazyce C a spousˇteˇny´ch pod unixovy´m operacˇnı´m syste´mem. Existuje implementace
pro prostrˇedı´ .NET, ktera´ umozˇnˇuje pouzˇitı´ zdrojovy´ch souboru˚ prˇipraveny´ch pro gettext
jako resources souboru˚. Pouzˇitı´ je tedy z za´sadeˇ stejne´ a i pro tento forma´t existuje rˇada
na´stroju˚ poma´hajı´cı´ v prˇekladu.
Existuje zde vsˇak neˇkolik rozdı´lu˚. Prˇekladove´ soubory veˇtsˇinou definujı´ prˇeklad
skutecˇne´ fra´ze vy´chozı´ho jazyka na fra´zi zvolene´ho jazyka, naprˇı´klad:
msgid ”My name is %s.”
msgstr ”Moje jme´no je %s.”
Nenı´ tedy jasneˇ definovany´ nemeˇnny´ klı´cˇ, ale v prˇı´padeˇ jake´koliv zmeˇny pu˚vodnı´
veˇty je trˇeba doplnit novy´ prˇeklad. V spojenı´ s tı´m, zˇe je trˇeba prˇed pouzˇitı´m prˇelozˇit
tyto prˇeklady do forma´tu resources, je cely´ proces vı´ce pracny´ a take´ na´chylny´ k chyba´m,
nezˇ prˇi prˇı´me´m pouzˇitı´ resources. Toto jinak beˇzˇne´ rˇesˇenı´ je tedy pro webove´ aplikace
v ASP.NET nevhodne´.
5.1.3 XLIFF
XLIFF [4] je zkratka pro XML Localization Interchange File Format. Jizˇ z na´zvu je tedy
zna´t, zˇe tento forma´t by navrzˇen prˇedevsˇı´m pro vy´meˇnu prˇekladu˚ a je vhodny´ spı´sˇe pro
prˇeklad dokumentu˚, nezˇ prˇı´mo lokalizaci.
Pu˚vodnı´ dokument je nejdrˇı´ve rozdeˇlen na nelokalizovatelnou kostru (v prˇı´padeˇ we-
bove´ prezentace by zde byly HTML znacˇky) a XLIFF soubor. Pomocı´ neˇktere´ho z dos-
tupny´ch na´stroju˚ je na´sledneˇ XLIFF soubor prˇelozˇen profesiona´lnı´m prˇekladatelem a
36
spolecˇneˇ s kostrou integrova´n do nove´ho, prˇelozˇene´ho dokumentu. Tento postup se take´
neˇkdy oznacˇuje jako Extract-Localize-Merge [5].
Navzdory tomuto zameˇrˇenı´ je forma´t XLIFF pouzˇı´va´n k lokalizaci naprˇı´klad v PHP
frameworku Symfony [6]. Vzhledem k tomu, zˇe nenı´ momenta´lneˇ dostupna´ implemen-
tace pouzˇitı´ tohoto forma´tu pro .NET, nenı´ mozˇne´ toto rˇesˇenı´ prˇı´mo pouzˇı´t - mu˚zˇe by´t
ale za´kladem pro rˇesˇenı´ vlastnı´.
<?xml version=”1.0” encoding=”UTF 8”?>
<!DOCTYPE xliff PUBLIC ”ntextitf gXLIFFDTD XLIFF//EN”
” http: // www.oasis open.org/committees/xliff/documents/xliff.dtd”>
< xliff version=”1.0”>
<file source language=”EN” target language=”fr” datatype=”plaintext”
original =”messages” date=”2008 12 14T12:11:22Z”
product name=”messages”>
<trans unit>
<source xml:lang=”en US”>We are testing XLIFF.</source>
<target state=”translated” xml:lang=”fr”>Nous testons XLIFF.</target>
</trans unit>
</ file>
</ xliff >
5.1.4 PoskiPHP
Na za´kladeˇ podobny´ch pozˇadavku˚ byl pro framework PoskiPHP zvolen jednoduchy´
forma´t souboru˚ cˇiste´ho text, kde kazˇdy´ nepra´zdny´ rˇa´dek reprezentuje jeden prˇekladovy´
za´znam ve forma´tu klı´cˇ, jeden a vı´ce tabula´toru˚, prˇelozˇeny´ text. Podobneˇ jako u re-
sources obsahuje aplikace vı´ce prˇekladovy´ch souboru˚. Tyto jsou pro snadnoumanipulaci
umı´steˇny v adresa´rˇi s na´zvem dle cı´love´ho jazyka.
Prˇeklad klı´cˇe se prova´dı´ pomocı´ funkce podobneˇ jako u gettextu, s tı´m rozdı´lem, zˇe ex-
istuje nepovinny´ druhy´ parametr, ktery´ specifikuje pozˇadovany´ soubor prˇekladu. Pokud
prˇı´slusˇny´ prˇeklad neexistuje, propadne prˇeklad do vy´chozı´ho prˇekladove´ho souboru.
Pokud nenı´ nalezen ani tam, je pro snadneˇjsˇı´ hleda´nı´ neprˇelozˇeny´ch textu˚ vra´cen klı´cˇ
(tedy prvnı´ parametr).
echo ( ’submitted’, ’users’) ;
1. seznam dostupny´ch jazyku˚ je rˇesˇen formou jednoduche´ho seznamu
2. prˇeklad textu umozˇnˇuje jednu u´rovenˇ za´chrany / propadnutı´ (anglicky fallback)
3. pozˇadavky na neprˇelozˇene´ texty lze logovat, ve vy´sledne´ HTML stra´nce jsou
neprˇelozˇene´ texty zobrazeny jako klı´cˇe
4. prˇekladove´ soubory jsou bez u´jmy na funkcˇnosti upravitelne v beˇzˇne´m tabulkove´m
kalkula´toru (naprˇı´klad MS Excel nebo OO Calc)
5. u´prava prˇekladove´ho souboru je velmi jednoducha´, jen je trˇeba da´t pozor, aby
editor nenahradil oddeˇlovacˇ tabula´tor mezerami (nebo jej nahradit alternativnı´m
oddeˇlovacˇem ”=“)
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Obra´zek 8: Trˇı´dnı´ diagram seznamu podporovany´ch jazyku˚
5.2 Na´vrh a implementace
V prˇedchozı´ cˇa´sti jsme odhalili, zˇe existuje neˇkolik zavedeny´ch rˇesˇenı´ lokalizace textu˚,
ale take´, zˇe pro u´cˇely webovy´ch prezentacı´ v ASP.NET nenı´ ani jedno optima´lnı´. Mu˚zˇeme
ale z teˇchto rˇesˇenı´ vyjı´t a vytvorˇit vlastnı´, ktere´ bude splnˇovat pozˇadovany´ch peˇt bodu˚.
Za´rovenˇ budeme moci toto rˇesˇenı´ u´zce zameˇrˇit a tı´m i snı´zˇit komplexnost a zjednodusˇit
prakticke´ pouzˇitı´.
5.2.1 Seznam podporovany´ch jazyku˚
Prˇi implementova´nı´ te´to vlastnosti mu˚zˇeme vyuzˇı´t existujı´cı´ prostrˇedku˚ .NET frame-
worku, konkre´tneˇ trˇı´dy CultureInfo. Pro u´cˇely spojene´ s routova´nı´m a persistencı´ ale
potrˇebujeme prˇipojit jesˇteˇ vlastnı´ oznacˇenı´ jazyka a take´ prefix URL, ktery´ se pro tento
jazyk bude pouzˇı´vat. Tı´m na´m vznikne trˇı´da Locale.
Tyto trˇı´dy stacˇı´ zabalit do kolekce, kterou prˇipojı´me jako statickou vlastnost trˇı´dy In-
vocationApplication, ktera´ uchova´va´ vsˇechny objekty spolecˇne´ pro celou aplikaci. Tı´m
zajistı´me mozˇnost iterace prˇes vsˇechny podporovane´ jazyky aplikace.
Vy´chozı´ implementace trˇı´dy InvocationHttpApplication definuje cˇestinu jako
vy´chozı´ jazyk. Nahrazenı´m metody InitializeApplicationLocales() lze toto zmeˇnit. Prˇi
prˇida´va´nı´ definic je vhodne´ pouzˇı´t dvouznakove´ jazykove´ ko´dy podle normy ISO 639-
2 [7]. Je take´ nutne´, aby pra´veˇ jeden z prˇı´dany´ch jazyku˚ meˇl pra´zdny´ URL prefix a
jeho definice byla uvedena jako prvnı´. Pro korektnı´ forma´tova´nı´ je da´le pozˇadova´no, aby
prˇedana´ instance CultureInfo popisovala specifickou kulturu.
public override void InitializeApplicationLocales ()
f
InvocationApplication.AddLocale(”cs”, ”” , new System.Globalization.CultureInfo(”cs CZ”));
InvocationApplication.AddLocale(”en”, ”en/”, new System.Globalization.CultureInfo(”en US”));
g
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5.2.2 Forma´t souboru prˇekladu˚
Forma´t soubor s prˇeklady textu˚ musı´ by´t kompromisem mezi jednoduchostı´ u´pravy a
komplexnostı´ struktury, kterou v neˇm lze vyja´drˇit. Pro tento u´cˇel je nejvhodneˇjsˇı´ zalozˇit
vlastnı´ forma´t na XML. XML je dnes velmi rozsˇı´rˇeny´ a jeho pricipy snadno pochopitelne´,
lze tedy prˇedpokla´dat, zˇe samotna´ forma za´pisu nebude pro neprograma´tory problemat-
icka´. Za´rovenˇ je mozˇno vyuzˇı´t mechanismu˚ DTD nebo XML Schema pro validaci struk-
tury a tı´m se da´le pojistit proti na´hodny´m chyba´m prˇi drobny´ch u´prava´ch.
Tyto soubory je trˇeba umı´stit do podadresa´rˇe jazyka v adresa´rˇi Translations/
v korˇenove´m adresa´rˇi aplikace. Naprˇı´klad prˇekladovy´ modulu User pro jazyk anglicˇtina
(prˇedpokla´dejme, zˇe prˇı´slusˇna´ instance Locale byla vytvorˇena s ko´dem ”en“) by meˇl mı´t
cestu /˜Translations/en/User.xml.
Aby byla dosa´zˇena veˇtsˇı´ pruzˇnosti prˇi znovupouzˇitı´ existujı´cı´ch prˇekladu˚, je forma´t
definova´n tak, zˇe svou strukturou prˇipomı´na´ strom, prˇicˇemzˇ jednotliva´ prˇelozˇena´
polozˇka je oznacˇena anglicky´m termı´nem message, ktery´ se veˇtsˇinou v te´to souvislosti
pouzˇı´va´, a skupina, ve ktere´ mohou by´t tyto polozˇky a dalsˇı´ podskupiny sdruzˇeny
je oznacˇena jako namespace kvu˚li podobnosti s na´zvovy´mi prostory v jazyce C# jak
v za´pisu i tak i fungova´nı´. Oddeˇlovacˇem u´rovnı´ je zvoleno doprˇedne´ lomı´tko.
Kazˇdou prˇelozˇenou polozˇku je mozˇne´ vyja´drˇit kombinacı´ klı´cˇu˚ na´zvovy´ch prostoru˚ a
sve´ho vlastnı´ho klı´cˇe. Pravidla jsou zde podobna´ jako v adresa´rˇove´ strukturˇe operacˇnı´ch
syste´mu˚ typu unix. Korˇenovy´ na´zvovy´ prostor je oznacˇen jednı´m lomı´tkem (”/“) a
vsˇechny ostatnı´ na´zvove´ prostory musı´ by´t vlozˇeny v neˇjake´m nadrˇazene´m na´zvove´m
prostoru. Identifika´tor, nebo take´ klı´cˇ, na´zvove´ho prostoru musı´ vzˇdy koncˇit lomı´tkem a
by´t vepsa´n v atributu key prˇı´slusˇne´ho XML elementu namespace.
Pro zjednodusˇenı´ za´pisu a veˇtsˇı´ znovupouzˇitelnost definic prˇekladu˚ je mozˇno v klı´cˇi
na´zvove´ho prostoru pouzˇı´t relativnı´ cestu a to vynecha´nı´m lomı´tka na zacˇa´tku klı´cˇe.
Klı´cˇ se prˇi nacˇı´ta´nı´ doplnı´ klı´cˇem nadrˇazene´ho elementu, prˇicˇemzˇ korˇenovy´ element
ma´ implicitnı´ a nezmeˇnitelny´ klı´cˇ odpovı´dajı´cı´ korˇenove´mu na´zvove´mu prostoru. Da´le
je mozˇne´ vepsat neˇkolik u´rovnı´ na´zvove´ho prostoru do jednoho klı´cˇe, tedy naprˇı´klad
key=”/Forms/Validators/“.
Za´pis prˇekladovy´ch polozˇek je proti na´zvovy´m prostoru˚m jednodusˇsˇı´. Klı´cˇ
polozˇky nemu˚zˇe obsahovat doprˇedna´ lomı´tka a je vzˇdy relativnı´ ke sve´mu prˇı´me´nu
rodicˇovske´mu elementu namespace. Hodnotu prˇekladu lze zapsat dveˇma zpu˚soby. Prvnı´
je za´psa´nı´ elementu message jako nepa´rove´ho a vyplneˇnı´ atributu value, ktery´ ma´ prˇi
zpracova´nı´ prˇednost. V tomto prˇı´padeˇ je trˇeba vzˇdy dba´t korektnı´ho pouzˇitı´ XML en-
tit (naprˇı´klad pro ostre´ za´vorky nebo ampersand). Druhy´ zpu˚sob spocˇı´va´ v zapsa´nı´ el-
ementu jako pa´rove´ho a vlozˇenı´ hodnoty do jeho obsahu. Zde je mozˇno se vyhnout
prˇepisu znaku˚ na XML entity vlozˇenı´m hodnoty uvnitrˇ sekce CDATA. Proto je tento
postup doporucˇovany´ pro za´pis prˇekladu˚ obsahujı´cı´ch HTML znacˇky.
V ra´mci prˇekladu˚ lze pouzˇı´vat take´ syntaxi metody TranslateInString(), ktera´ bude
popsa´na da´le. Smyslem tohoto za´pisu je umozˇnit spojova´nı´ prˇekladu˚.
Na´sleduje strucˇna´ uka´zka slozˇena´ z cˇa´stı´ za´kladnı´ho prˇekladove´ho modulu Com-
mon.
<?xml version=”1.0” encoding=”utf 8” ?>
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<namespaces>
<namespace key=”/Common/”>
<message key=”Back” value=”zpeˇt” />
<message key=”ExceptionMessage” value=”Nastala vy´jimka f0g: f1g” />
<namespace key=”Locales/”>
<message key=”cs” value=”Cˇesˇtina” />
<message key=”en” value=”Anglicˇtina” />
</namespace>
<message key=”Test”>
<[CDATA[Jazyky jsou ffLocales/csgg a ff/Common/Locales/engg.]]>
</message>
</namespace>
<namespace key=”/Forms/”>
<message key=”SubmitLabel” value=”Odeslat” />
</namespace>
<namespace key=”/Forms/Validators/”>
<namespace key=”Castle/”>
<message key=”NonEmpty” value=”Pole ’$flabelg’ je vyzˇadova´no.” />
</namespace>
<message key=”Unique” value=”Pole ’$flabelg’ musı´ mı´t unika´tnı´ hodnotu.” />
<message key=”Integer” value=”Pole ’$flabelg’ musı´ by´t cele´ cˇı´slo.” />
</namespace>
</namespaces>
5.2.3 Trˇı´da I18N
Pro pra´ci s prˇeklady ma´ programa´tor aplikace k dispozici statickou trˇı´du I18N a jejı´ trˇi
za´kladnı´ metody vcˇetneˇ neˇkolika prˇetı´zˇenı´ pro prˇehledneˇjsˇı´ za´pis. Jejich nejsˇirsˇı´ signatury
jsou na´sledujı´cı´:
class I18N
f
public static void Load(string module);
public static string Translate(Locale locale, string input , string fallback ) ;
public static string TranslateInString (Locale locale, string input) ;
g
Metoda Load() nema´ zˇa´dne´ prˇetı´zˇenı´ a slouzˇı´ k nacˇtenı´ a zpracova´nı´ prˇekladove´ho
souboru prˇedane´ho jako jediny´ parametr. Tento parametr je pouze identifika´tor mod-
ulu, bez prˇı´pony a bez cesty. Prˇekladove´ soubory Common, Administration a Meta
jsou nahra´ny frameworkem automaticky. Soubory prˇı´slusˇejı´cı´ k modulu˚m jsou nahra´ny
vy´chozı´ implementacı´ metody InitializeTranslations() modulu. Ostatnı´ souborymusı´ pro-
grama´tor aplikace nahra´t rucˇneˇ nahrazenı´m metody InitializeApplicationTranslations()
ve trˇı´deˇ InvocationHttpApplication (resp. souboru Global.asax).
Metoda Translate() slouzˇı´ k prˇelozˇenı´ klı´cˇe input do jazyka locale, prˇicˇemzˇ tento
jazyk musı´ by´t definovany´. Parametr locale je nepovinny´ a pokud nebude prˇeda´n, tak
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Obra´zek 9: Trˇı´dnı´ diagram prˇekladu˚
se pouzˇije jazyk aktua´lnı´ho kontextu vyvola´nı´. Pokud nenı´ prˇı´slusˇny´ prˇeklad nalezen,
bude vra´cena hodnota fallback. Pokud tato hodnota nenı´ prˇeda´na, je vra´cen plny´ klı´cˇ
prˇekladu. Tı´m je mozˇne´ prˇi vy´voji snadno v prohlı´zˇecˇi cˇi v HTML ko´du stra´nky najı´t
neprˇelozˇene´ klı´cˇe.
Metoda TranslateInString() je doplnˇkova´ a je uzˇitecˇna´ naprˇı´klad prˇi aplikaci na
jednou´cˇelove´ mikrosˇablony. V parametru input prova´dı´ nahrazenı´ vsˇech podrˇeteˇzcu˚
odpovı´dajı´cı´ch forma´tu XYZ vy´sledkem vola´nı´ Translate(”XYZ“). Parametr locale je opeˇt
nepovinny´.
Pro obeˇ prˇekladove´ metody platı´, zˇe hodnota input nesmı´ by´t null.
Zde je neˇkolik prakticky´ch prˇı´kladu˚ pro pouzˇitı´ metod Translate() a TranslateIn-
String():
w.Write(I18N.Translate(” /Invocations/ ” + invocation. Id + ” / Title ” ) ) ;
string navigation = string.Format(I18N.Translate(”/Common/YouAreHere”), breadcrumbs.Render())
;
string localizedLink = I18N.TranslateInString(this .Link) ;
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6 Formula´rˇe
6.1 U´vod
Jak bylo popsa´no v prˇedchozı´ch kapitola´ch, komunikace mezi uzˇivatelem a webovou
aplikacı´ probı´ha´ vy´hradneˇ prˇes cyklus pozˇadavku˚ a odpoveˇdı´. Tedy vesˇkere´ infor-
mace, ktere´ uzˇivatel chce prˇedat webove´ aplikaci musı´ zako´dovat do sve´ho pozˇadavku.
Jednu za´kladnı´ informaci, totizˇ kterou stra´nku pozˇaduje v odpoveˇdi, popisuje v URL,
kterou pozˇadavek zacˇı´na´. Dalsˇı´ informace, prˇedevsˇı´m takove´, ktere´ nemohou by´t prˇedem
zna´me´ (jako naprˇı´klad jme´no cˇi adresu), musı´ k pozˇadavku prˇipojit v takove´m forma´tu,
aby . Takovy´ postup by byl vsˇak pro uzˇivatel neprˇehledny´ a velmi teˇzˇko pochopitelny´,
a proto je trˇeba tuto cˇinnost usnadnit tı´m, zˇe mu poskytneme nabı´dku mozˇny´ch infor-
macı´, ktere´ je aplikace ochotna prˇijmout. Metodou pro prˇeda´nı´ te´to nabı´dky jsou webove´
formula´rˇe.
6.2 Teorie
Podobneˇ jako jejich papı´rove´ proteˇjsˇky, poskytujı´ webove´ formula´rˇe pole, ktera´ svy´m
tvarem a chova´nı´m poma´hajı´ uzˇivateli formulovat prˇeda´vane´ informace ve spra´vne´m
tvaru. Proto se mu˚zˇeme ve webovy´ch formula´rˇı´ch vyskytujı´ spolecˇne´ za´kladnı´ prvky.
Mezi tyto prvky patrˇı´ prˇedevsˇı´m jednorˇa´dkova´ pole pro vyplneˇnı´ textu nebo cˇı´sla v urcˇite´
maxima´lnı´ de´lce, vı´cerˇa´dkova´ pole pro volny´ text, zatrzˇı´tka, vy´bery, a mozˇnost prˇipojit
prˇı´lohu.
Aby uzˇivatel prˇeda´val co nejvı´ce relevatnı´ data, by´vajı´ formula´rˇe opatrˇeny kon-
trolnı´m mechanismem, bezˇneˇ oznacˇovany´m vy´razem validace. Tu lze rozdeˇlit podle
dvou krite´riı´ - podle obecnosti a podle mı´sta zpracova´nı´.
Podle obecnosti je nejcˇasteˇjsˇı´ syntakticka´ validace, tedy oveˇrˇenı´, jestli majı´ data
pozˇadovanou formu. Typicky´m prˇı´kladem je oveˇrˇenı´, zˇe je konkre´tnı´ pole vyplneˇno,
nebo zˇe odpovı´da´ pozˇadovane´mu forma´tu (jde o cele´ cˇı´slo, ma´ prˇesneˇ 8 cˇı´slic, atd.).
Schopnosti syntakticke´ validace jsou omezene´ a dı´ky tomu mu˚zˇeme najı´t spolecˇne´ vzory,
ktere´ lze na´sledneˇ snadno automatizovat.
Se´manticke´ oveˇrˇenı´ dat, tedy oveˇrˇenı´ vy´znamu, by´va´ me´neˇ cˇaste´ a je veˇtsˇinou
prˇena´sˇeno na cˇloveˇka, ktery´ obdrzˇena´ data na´sledneˇ zpracova´va´. Variant je zde v pod-
stateˇ neomezeneˇ nejvhodneˇjsˇı´ kombinaci pravidel je trˇeba urcˇit vzˇdy pro kazˇdy´ prˇı´pad
individua´lneˇ. Tato pravidla by´vajı´ za´rovenˇ mnohem komplikovaneˇjsˇı´ nezˇ pravidla syn-
takticke´ validace a jejich realizace vyzˇaduje hlubsˇı´ zamysˇlenı´ nad mozˇny´mi okolnostmi a
du˚sledky. I zde vsˇak mu˚zˇeme najı´t podobnosti mezi nejcˇasteˇji se vyskytujı´cı´mi pravidly.
Naprˇı´klad vzor ”zadana´ hodnota se vyskytuje urcˇite´ mnozˇineˇ“ lze realizovat jako ”ICˇ
firmy je v rejstrˇı´ku firem“ nebo ”vyplneˇne´ prˇihlasˇovacı´ jme´no je v seznamu uzˇivatelu˚
s povoleny´m prˇı´stupem“. Dalsˇı´ beˇzˇneˇjsˇı´ vzory mohou by´t zameˇrˇeny na porovna´va´nı´ da-
tumu˚ nebo kontrolu platnosti zvolene kombinace hodnota. Dı´ky teˇmto vzoru˚m lze au-
tomatizovat take´ neˇktere´ konkre´tneˇjsˇı´ prˇı´pady se´maticke´ validace.
Podle mı´sta zpracova´nı´ rozpozna´va´me validaci na straneˇ serveru a validaci na straneˇ
klienta, kde klientem je mysˇlen webovy´ prohlı´zˇecˇ uzˇivatele. Podle za´sad bezpecˇnosti we-
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bovy´ch aplikacı´ by meˇla by´t vzˇdy implementova´na alesponˇ validace na straneˇ serveru,
jelikozˇ jejı´ probeˇhnutı´ lze zarucˇit. Naopak validaci na straneˇ klienta mu˚zˇe uzˇivatel velice
snadno vyrˇadit, a proto by meˇla slouzˇit pouze k tomu, aby uzˇivateli prˇijemneˇjsˇı´m
zpu˚sobem sdeˇlila to, co by se dozveˇdeˇl z chybovy´ch hla´sˇenı´ po odesla´nı´ pozˇadavku
s nevalidnı´mi daty.
Dı´ky tomu, zˇe se jedna´ o jediny´ prakticky´ zpu˚sob prˇenosu informacı´ od uzˇivatel k we-
bove´ aplikaci, jsou formula´rˇe za´kladnı´m stavebnı´m kamenem informacˇnı´ch syste´mu˚,
jako naprˇı´klad aplikacı´ pro rˇı´zenı´ workflow (WMS) nebo pro rˇı´zenı´ vztahu se za´kaznı´ky
(CRM). V teˇchto aplikacı´ch, jejichzˇ za´kladnı´m posla´nı´m je organizovat data prˇijata´ od
uzˇivatelu˚, je co nejle´pe zpracovana´ validace a pouzˇitelnost formula´rˇu˚, kriticky´m prvkem,
a je teˇmto te´matu˚m veˇnova´na velka´ cˇa´st cˇasu vy´voje aplikace.
Jiny´ prˇı´stup ovsˇem prˇevla´da´ v oblasti webovy´ch prezentacı´. Protozˇe je cı´lem zajistit
prˇedevsˇı´m prˇesun informacı´ smeˇrem k uzˇivateli, by´vajı´ formula´rˇe cˇasto zanedba´va´ny
a prˇi vy´voj cˇasoveˇ podhodnoceny. To pak mu˚zˇe vy´razneˇ ovlivnit konecˇny´ cı´l webove´
prezentace, tedy generova´nı´ obchodnı´ch prˇı´lezˇitostı´.
Ovsˇem pra´veˇ proto, zˇe nenı´ mozˇne´ se formula´rˇu˚m dostatecˇneˇ veˇnovat, potrˇebuje
vy´voja´rˇ mı´t k dispozici takovy´ na´stroj, ktery´ mu v co nejkratsˇı´m cˇase umozˇnı´ implemen-
tovat formula´rˇ blı´zˇı´cı´ se co nejvı´ce optima´lnı´mu stavu. Optima´lnı´ stav je takovy´, kdy
uzˇivatel vyplnil u´daje prˇesneˇ podle prˇedstavy provozovatele dane´ho formula´rˇe (resp.
webove´ prezentace) a tı´m podporˇil jeho byznys. Jako idea´lnı´ variantu si lze prˇedstavit
lidske´ho opera´tora, ktery´ uzˇivatele prˇi vyplnˇova´nı´ formula´rˇe vede. Proto je trˇeba, aby
mohl vy´voja´rˇ snadno realizovat na´sledujı´cı´:
1. Pohodlneˇ a prˇehledneˇ definovat strukturu formula´rˇe vcˇetneˇ mozˇnosti tvorby
vlastnı´ch prvku˚.
2. Pouzˇı´t beˇzˇne´ validacˇnı´ vzory a mı´t mozˇnost definovat vlastnı´.
3. Abstrahovat od technicky´ch podrobnostı´ souvisejı´cı´ch s pricipy fungova´nı´ we-
bovy´ch aplikacı´.
4. Definovat automaticke´ opravy prˇijaty´ch hodnot.
5. Seskupovat a umist’ovat jednotlive´ prvky formula´rˇe.
6. Jednotny´m a prˇehledny´m zpu˚sobem rˇesˇit zobrazenı´ chybovy´ch hla´sˇenı´ v prˇı´padeˇ
sˇpatneˇ vyplneˇny´ch hodnot.
7. Doplnˇovat na´vody k vyplneˇnı´ jednotlivy´ch prvku˚ formula´rˇe.
6.2.1 XForms
K beˇzˇny´m webovy´m formula´rˇu˚m vytvorˇeny´m pomocı´ kombinace (X)HTML a
klientsky´ch skriptu˚ vznikl v pru˚beˇhu minule´ho desetiletı´ standard XForms [8]. Je
zalozˇen na XML a jeho u´cˇelem bylo popsat nejen zpu˚sob, jaky´m bude data uzˇivatel
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vyplnˇovat, ale take´ prˇedevsˇı´m pravidla validace a vztahy vyplnˇovany´ch dat k existujı´cı´m
datu˚m.
Dı´ky tomu, zˇe tento forma´t rˇesˇı´ problematiku komplexneˇ a s velky´m
za´beˇrem, tak v soucˇasne´ dobeˇ zˇa´dny´ z rozsˇı´rˇeny´ch prohlı´zˇecˇu˚ ve vy´chozı´m
stavu neposkytuje implementaci (viz. seznam dostupny´ch implementacı´ na
http://www.w3.org/MarkUp/Forms/wiki/XForms Implementations). Z toho du˚vodu
zatı´m je tento, jinak velmi zajı´mavy´, forma´t na okraji za´jmu a jeho nasazenı´ nelze
v neˇkolika prˇı´sˇtı´ch letech ocˇeka´vat, zejme´na v oblasti webovy´ch prezentacı´, kde je
hlavnı´m cı´lem oslovenı´ do nejsˇirsˇı´ skupiny uzˇivatelu˚
6.3 Dostupna´ rˇesˇenı´
Prˇi pra´ci s formula´rˇi v prostrˇedı´ ASP.NET se na´m dnes nabı´zejı´ v za´sadeˇ trˇi mozˇnosti.
Prvnı´ z nich je obecna´ a nı´zkou´rovnˇova´ a dı´ky tomu je pouzˇitelna´ bez ohledu na pouzˇity´
framework. Pro zı´ska´nı´ dat zadany´ch uzˇivatelem pouzˇijeme prˇı´mo parametry prˇedane´
v instanci HttpRequest a zobrazenı´ formula´rˇe uzˇivateli je rˇesˇeno cˇisty´m HTML ko´dem.
Prˇestozˇe toto rˇesˇenı´ nacha´zı´ beˇzˇneˇ uplatneˇnı´ pro formula´rˇe male´ho vy´znamu cˇi rozsahu,
spolehlivou aplikaci na neˇm lze postavit jen teˇzˇko.
Zby´vajı´cı´ dveˇ mozˇnosti jsou da´ny protichu˚dny´mi principy, ktere´ reprezentujı´ dva
za´kladnı´ smeˇry ve vy´voji webovy´ch aplikacı´. Uda´lostmi rˇı´zene´ programova´nı´ frame-
workuWebforms a paradigmaMVC, ktere´ oddeˇluje vrstvu prezentace formula´rˇe od zpra-
cova´nı´ prˇijaty´ch dat.
6.3.1 Webforms, pouzˇitı´ komponent
Framework Webforms nabı´zı´ integrovany´ prˇı´stup, kdy je formula´rˇ slozˇen z komponent,
prˇicˇemzˇ kazˇda´ komponenta se kompletneˇ stara´ o jednu cˇi neˇkolik hodnot poskytovany´ch
uzˇivatelem.
Komponenty prˇistupujı´ k surovy´m datu˚m z HTTP pozˇadavku a od te´to cˇa´sti pro-
grama´tora odstinˇujı´. Nenı´ tedy na prvnı´ pohled zrˇejme´, kolik hodnot konkre´tnı´ kompo-
nenta obsahuje a ani to nenı´ zˇa´doucı´. Programa´torovi jsou tyto hodnoty prezentova´ny
uzˇ prˇelozˇene´ jako beˇzˇne´ vlastnosti komponeny, podobneˇ jako vlastnosti urcˇujı´cı´, jaky´m
zpu˚sobem se bude uzˇivateli prezentovat zˇa´dost o vlozˇenı´ dat.
Definice komponent nejbeˇzˇneˇji probı´ha´ pomocı´ znacˇkovacı´ho jazyka prˇı´mo v .aspx
cˇa´sti stra´nky. Dı´ky genera´toru je pak tato komponenta k dispozici v ko´du jako bezˇne´
trˇı´dnı´ pole.
E mail:
<asp:TextBox ID=”Email” runat=”server”></asp:TextBox>
<asp:RequiredFieldValidator ID=”RequiredFieldValidatorEmail”
runat=”server” ErrorMessage=”RequiredFieldValidator”
ControlToValidate=”Email”></asp:RequiredFieldValidator>
protected void Page Load(object sender, EventArgs e)
f
if (IsPostBack && IsValid)
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PridejPrijemce(Email.Text);
g
6.3.2 ASP.MVC
Acˇkoliv je ASP.MVC jen jednı´m za´stupcem z neˇkolika volneˇ dostupny´ch MVC frame-
worku˚ pro ASP.NET, mu˚zˇeme jej pouzˇı´t jako idea´lnı´ reprezentativnı´ vzor, nebot’
paradigma oddeˇlenı´ vrstev Model-View-Controller vede cˇasto k implementaci velmi
podobny´ch rˇesˇenı´ nejen pro ASP.NET, ale take´ v ostatnı´ch prostrˇedı´ch jako Java, PHP
nebo Ruby.
Na formula´rˇi se postupneˇ podı´lı´ vsˇechny trˇi vrstvy aplikace takovy´m zpu˚sobem, zˇe
samotna´ data jsou uzavrˇena ve vrstveˇ Model a popis vzhledu je oddeˇlen do vrstvy View.
V na´sledujı´cı´m prˇı´kladu mu˚zˇeme videˇt toto rozdeˇlenı´ v praxi. Je zde uvedena uka´zka
jedne´ z nejbeˇzˇneˇji implementovany´ch formula´rˇovy´ch akcı´, konkre´tneˇ akce Upravit, v an-
glicke´ terminologii oznacˇovana´ jako Update.
6.3.2.1 Model Modelem mu˚zˇe by´t libovolny´ objekt, ale ve veˇtsˇineˇ prˇı´padu˚ jı´m by´va´
prˇı´mo business entitita. Podobnost zde mu˚zˇeme najı´t naprˇı´klad s rˇesˇenı´m formula´rˇu˚
v MVC frameworcı´ch nad jazykem Java, kde modelem by´va´ obvykle instance specia´lnı´
trˇı´dy, ktera´ se oznacˇuje jako form bean.
Kromeˇ kontejneru na obdrzˇena´ uzˇivatelska´ data je model take´ zodpoveˇny´ za validaci
teˇchto dat. Tu mu˚zˇe programa´tor bud’ rˇesˇit rucˇneˇ, nebo vyuzˇı´t mozˇnostı´, ktere´ mu posky-
tujı´ dalsˇı´ knihovny. Zde je naprˇı´klad pro model pouzˇita knihovna Castle.ActiveRecord
vcˇetneˇ valida´toru˚.
public class Clovek : ActiveRecordValidationBase<Clovek>
f
public int Id ;
[ValidateNonEmpty]
public string Jmeno;
g
6.3.2.2 Controller Vrstva Controller musı´ prˇi tomto rozdeˇlenı´ prove´st trˇi za´kladnı´
kroky:
1. data zı´skana´ z formula´rˇe od uzˇivatele prˇene´st do modelu
2. validovat data a prˇı´padneˇ je zpracovat (ulozˇit, poslat e-mailem, ...)
3. prˇene´st data modelu do vrstvy View
Pro implementaci teˇchto kroku˚ je obvykle vhodne´ vyuzˇı´t pomocny´ch metod poskyto-
vany´ch modelem.
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[ControllerAction ]
public void Upravit(int id )
f
Clovek c = Clovek.FindById(id);
// nacteni uzivatelskeho vstupu
c.UpdateFrom(Request.Form);
// validace
if (c. IsValid () )
c.Save();
// prenos do View
ViewData[”Clovek”] = c;
g
6.3.2.3 View Na vrstveˇ View pak spocˇı´va´ samotne´ zobrazenı´ formula´rˇe uzˇivateli.
Vy´hoda tohoto rozdeˇlenı´ spocˇı´va´ v tom, zˇe samotny´ formula´rˇ mu˚zˇe by´t rˇesˇen mnoha
ru˚zny´mi zpu˚soby a je jen trˇeba, aby data odeslana´ prohlı´zˇecˇem byla na´sledneˇ cˇitelna´ pro
controller prˇi jejich zpracova´nı´. Naprˇı´klad hodnocenı´ v rozsahu 1 azˇ 5 mu˚zˇe uzˇivatel
zada´vat jako cˇı´slo do textove´ho pole o de´lce jednoho znaku, vy´beˇrˇem z peˇti oznacˇeny´ch
prˇepı´nacˇu˚, nebo javascriptovou komponentou zobrazujı´cı´ mozˇnosti jako hveˇzdicˇky.
Prˇı´my´m du˚sledkem te´to variability v mozˇnostech vstupu je prˇenesenı´ cˇa´sti validace
do vrstvy Vie, ktere´ si mu˚zˇeme uka´zat opeˇt na prˇı´kladu hodnocenı´. Zatı´mco v prˇı´padeˇ
prˇepı´nacˇu˚ se lze spolehnout, zˇe beˇzˇny´m pouzˇitı´m uzˇivatel neprˇenese nevalidnı´ data, tak
v prˇı´padeˇ textove´ho pole musı´me oveˇrˇit, zˇe uzˇivatel zadal cˇislici a nikoliv pı´smeno a
v prˇı´padeˇ javascriptove´ komponenty by´va´ trˇeba oveˇrˇit, zˇe na straneˇ uzˇivatele nenastala
neˇjaka´ chyba v beˇhu skriptu.
Toto rˇesˇenı´ ovsˇem prˇina´sˇı´ i nevy´hodu, tedy zˇe oddeˇlenı´ v ko´du programu cˇasto nutı´
programa´tora duplikovat validaci na dveˇ neza´visla´ mı´sta. Pokud tedy vznikne potrˇeba
rozsˇirˇit validacˇnı´ pravidla modelu, je trˇeba tato pravidla doplnit do vrstvy View vsˇude
tam, kde se v prˇı´slusˇejı´cı´m controlleru prova´dı´ validace tohoto modelu. V opacˇne´m
prˇı´padeˇ by uzˇivatel obdrzˇel nanejvy´sˇe informaci o selha´nı´ validace, ale jizˇ by se ne-
dozveˇdeˇl, ktere´ pole a jak ma´ upravit.
Rˇesˇenı´ tohoto proble´mu framework ASP.NET MVC prˇenecha´va´ na programa´torovi.
Jedno z jich je rozsˇı´rˇenı´ validace modelu tak, aby poskytovala nejen logickou hod-
notu, zda jsou data validnı´ cˇi nevalidnı´, ale take´ textovou informaci popisujı´cı´ du˚vody
prˇı´padneˇ nevalidity. Tyto informace na´sledneˇ controller prˇenese mezi vrstvami.
<form action=”<%= Url.Action(new f Action=”Upravit”, ID=ViewData.Clovek.Id g) %>” method=”
post”>
Jme´no:
<%= Html.TextBox(”Jmeno”, ViewData.Clovek.Jmeno) %>
<%= Validation.NotEmpty(”Jmeno”) %>
<input type=”submit” value=”Ulozˇit” />
</form>
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6.4 Na´vrh a implementace vlastnı´ho rˇesˇenı´
Abych se co nejvı´ce prˇiblı´zˇil potrˇeba´m webovy´ch prezentacı´, vysˇel jsem ve sve´m rˇesˇenı´
z principu˚ Webforms. Formula´rˇ je v tomto pohledu stromem komponent zalozˇeny´m na
na´vrhove´m vzoru kompozit. V teˇchto trˇı´da´ch jsou pak integrova´ny vsˇechny potrˇebne´
vlastnosti a funkce, od nacˇı´ta´nı´ dat z pozˇadavku, prˇes jejich validaci azˇ po vykreslenı´
formula´rˇe do HTML.
Existujı´ trˇi za´kladnı´ u´rovneˇ: formula´rˇu˚ (trˇı´da Form a odvozene´), skupin (trˇı´da Form-
Group) a polozˇek/elementu˚ (trˇı´da FormElementBase). Polozˇky jsou vzˇdy listy stromu,
formula´rˇ vzˇdy korˇenem. V doporucˇene´ strukturˇe je mezi korˇenem a listem vzˇdy pouze
jeden uzel skupiny, ale je mozˇno pouzˇı´t rozveˇtveneˇjsˇı´ strom skla´da´nı´m skupin.
Vykreslenı´ HTML ko´du lze prove´st neza´visle na celistvosti stromu, nahra´nı´ hodnot
a validace je ale za´visla´ na prˇı´tomnosti korˇene. Trˇı´da Form poskytuje mezistupenˇ mezi
HTTP pozˇadavkem a jednotlivy´mi polozˇkami. V prˇı´padeˇ potrˇeby ji lze napojit na jiny´
zdroj vstupnı´ch dat, cozˇ lze vyuzˇı´t prˇi automatizovane´m testova´nı´ formula´rˇu˚.
Vlastnı´ trˇı´dy programa´tor veˇtsˇinou odvozuje od trˇı´dy Form, zrˇı´dka od trˇı´dy Form-
Group. Pro beˇzˇne´ formula´rˇe jsou postacˇujı´cı´ trˇı´dy polozˇek, ktere´ jsou soucˇa´stı´ frame-
worku, programa´tor si ale mu˚zˇe vytvorˇit vlastnı´ trˇı´du polozˇky.
6.4.1 Trˇı´da FormGroup
Za´kladnı´ trˇı´da FormGroup slouzˇı´ jako kolekce polozˇek (nebo dalsˇı´ch skupin) a jejı´
metody lze rozdeˇlit na dveˇ skupiny.
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Prvnı´ skupinou jsou metody Add(), Remove() a Find(), tj. pro manipulaci s kolekcı´
polozˇek. Tyto operujı´ nad chra´neˇnou vlastnostı´ Items. Metoda Find() vyhleda´va´ polozˇku
podle jejı´ho na´zvu a to i rekurzivneˇ ve vsˇech potenciona´lnı´ch podskupina´ch.
Druhou skupinou jsou metody pro hromadne´ zpracova´nı´ pomocı´ rekurze. Metody
jako Load() volajı´ tute´zˇ metodu na vsˇechny prvky skupiny. Metody Render*() navı´c prˇi
vykreslova´nı´ na zacˇa´tku a na konci vykreslı´ obal pomocı´ instance FormGroupLayout,
ktera´ je ulozˇena ve vlastnosti Layout. Framework poskytuje trˇi za´kladnı´ rozvrzˇenı´ po-
mocı´ HTML - fieldset, vertika´lnı´ tabulku a horizonta´lnı´ tabulku.
6.4.2 Trˇı´da Form
Trˇı´da Form je odvozena od FormGroup, je tedy take´ kolekcı´ a pro pra´ci s nı´ lze
pouzˇı´t metody zdeˇdeˇne´ z trˇı´dy FormGroup. Rozdı´lne´ chova´nı´ majı´ ovsˇem metody pro
rekurzivnı´ zpracova´nı´.
6.4.2.1 Metody Metoda Load() prˇed vyvola´nı´ svy´ch prvku˚ nejdrˇı´ve nacˇte do vlast-
nostı´ SubmittedValues a SubmittedFiles kolekce z aktua´lnı´ho pozˇadavku. Na´sledneˇ po-
dle prˇı´tomnosti hodnoty s klı´cˇem dle vlastnosti SubmittedInputHiddenName nastavı´
vlastnost Submitted, tedy jestli jsou soucˇa´stı´ pozˇadavku vyplneˇna´ uzˇivatelska´ data.
Pro zefektivneˇnı´ je metoda Load() vykona´na pouze prˇi prvnı´m vyvola´nı´ a je ulozˇen
prˇı´znak do vlastnosti Loaded. Pro opeˇtovne´ vynucenı´ nacˇtenı´ dat je trˇeba zavolat metodu
ForceLoad().
Metoda Validate() prˇed provedenı´m rekurze zavola´ metodu Load() a svu˚j ko´d
provede pouze tehdy, pokud je prˇı´znak odeslanı´ nastavena na true. V opacˇne´m prˇı´padeˇ
Validate() vracı´ false, tedy (pra´zdna´) obdrzˇena´ data nejsou validnı´.
Metoda Render() podobneˇ jako u FormGroup generuje kolemHTML svy´ch prvku˚, ale
nepouzˇı´va´ FormGroupLayout. Mı´sto toho generuje HTML element form, jehozˇ atributy
lze ovlivnit skrze vlastnost FormAttributes. Neˇktere´ z atributu˚ jsou da´ny vlastnostmi a
jsou proto ignorova´ny. Jsou to atributy action, id, method a enctype.
Metoda AddSubmit() je pomocna´ a slouzˇı´ ke snadne´mu doplneˇnı´ odesı´lacı´ho tlacˇı´tka
do formula´rˇe. To se prˇı´da´va´ vzˇdy do skupiny GroupSubmit, tj. na konec formula´rˇe, a jeho
text lze urcˇit prvnı´m parametrem. V prˇı´padeˇ vynecha´nı´ je pouzˇit vy´chozı´ text.
6.4.2.2 Vlastnosti Vlastnosti GroupHidden, GroupMain a GroupSubmit jsou zkratky
ke trˇem vy´chozı´m prvku˚m v kolekci Form. Vsˇechny trˇi jsou typu FormGroup a jsou
vykresleny v uvedene´m porˇadı´. Prvnı´ skupina se vykresluje neviditelneˇ pro uzˇivatele,
GroupMain je urcˇena pro samotny´ obsah formula´rˇe a GroupSubmit je urcˇena pro
odesı´lacı´ tlacˇı´tko.
Vlastnost Action specifikuje hodnotu atributu action HTML elementu form. Pokud
nenı´ vyplneˇno, pouzˇijı´ se vlastnosti Invocation a InvocationParameters k vygenerova´nı´
odkazu. Pokud ani ty nejsou vyplneˇny, pouzˇije se pra´zdna´ hodnota, tj. formula´rˇ se posˇle
na stejnou URL, jako na ktere´ byl zobrazen.
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Vlastnost ShouldRender je pouze pomocna´ a nenı´ trˇı´dou prˇı´mo pouzˇita. Programa´tor
ji mu˚zˇe vyuzˇı´t k ulozˇenı´ informace, zˇe se nema´ formula´rˇ jizˇ vykreslovat do HTML
vy´stupu, naprˇı´klad pokud byl vy´sledek metody Validate() pravda a data formula´rˇe byla
tedy zpracova´na.
6.4.3 Polozˇky formula´rˇe
Trˇı´da FormElementBase obsahuje rˇadu vlastnostı´, ktere´ slouzˇı´ pro u´pravu jejı´ho
vykreslenı´. To se vzˇdy prova´dı´ v neˇkolika krocı´ch zanorˇenı´.
Za´kladnı´ metoda Render() vola´ metodu RenderPart() postupneˇ s parametry Con-
tainerBegin, Main, Additional a ContainerEnd, prˇicˇemzˇ prˇeda´ rˇı´zenı´ bud’ zpeˇtne´mu
vola´nı´ definovane´mu ve vlastnosti FormRenderers, pokud prˇı´slusˇny´ klı´cˇ existuje, nebo
pouzˇije vy´chozı´ vykreslenı´ pomocı´ metody RenderPrototype(). Obeˇ varianty na´sledneˇ
mohou volat opeˇt RenderPart() s jinou cˇa´stı´ polozˇky k vykreslenı´ (naprˇı´klad Main ob-
sahuje Element a Label).
Vsˇechny vlastnosti s na´zvem *Attributes definujı´ atributy obaly HTML elementu˚
vykresleny´ch v prˇı´slusˇny´ch vola´nch RenderPrototype().
Polozˇka s nastavenou vlastnostı´ Frozen bude vynecha´vat prova´deˇnı´ metody Load().
Vlastnosti Disabled a ReadOnly informujı´ ko´d pro vykreslova´nı´ HTML elementu, zˇe majı´
prˇidat atribut disabled, resp. readonly. Vlastnost View znacˇı´, zˇe by se editacˇnı´ element
nemeˇl vykreslit, ale meˇla by se pouze zobrazit hodnota.
Polozˇce lze nastavit nadpis pomocı´ vlastnosti Label. Tu lze vyplnit take´ parametrem
konstruktoru. Da´le lze k polozˇce doplnit delsˇı´ vysveˇtlujı´cı´ texty prˇida´nı´m do kolekce
Notes a pomocneˇ klientske´ skripty prˇida´nı´m do kolekce Javascripts.
Vy´chozı´ hodnota polozˇky se nastavuje ve vlastnosti DefaultValue. Po provedenı´
metody Load() je do vlastnosti Value prˇirˇazena hodnota nacˇtena´ od uzˇivatele, pokud
byla neˇjaka´ obdrzˇena (formula´rˇ byl posla´n). Na´sledneˇ se do RenderValue prˇirˇadı´ Value,
poprˇ. DefaultValue, pokud je Value neprˇirˇazena.
Metoda Validate() nejprve aplikuje vsˇechny filtry z kolekce Filters a pote´ spustı´
vsˇechny valida´tory z kolekce Validators. Vy´sledek validace je da´n konjukcı´ vy´sledku˚ jed-
notlivy´ch valida´toru˚.
6.4.3.1 FormElementBoolean Slouzˇı´ ke vstupu hodnoty pravda/nepravda. Typ vs-
tupu lze ovlivnit nastavenı´m vlastnosti Mechanism, vy´chozı´ chova´nı´ je pouzˇitı´ zatrzˇı´tka.
6.4.3.2 FormElementFile Slouzˇı´ k nahra´nı´ souboru na server, ktery´ je na´sledneˇ
ulozˇen do adresa´rˇe InvocationApplication.FilesPath. K jeho prˇesunutı´ lze pouzˇı´t metodu
MoveFile().
6.4.3.3 FormElementFileText Slouzˇı´ k vy´beˇru souboru z teˇch, ktere´ jsou jizˇ na
serveru nahrane´ a umozˇnuje take´ manipulaci s nimi pomoci spra´vce souboru˚. Mı´sto
za´kladnı´ho spra´vce, ktery´ je soucˇa´stı´ framework lze integrovat neˇkterou z komercˇnı´ch
komponent jako ckfinder nebo FileVista.
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6.4.3.4 FormElementHidden Slouzˇı´ k doplneˇnı´ HTML pole input typu hidden. Hod-
nota je typu string.
6.4.3.5 FormElementHtml Slouzˇı´ k doplneˇnı´ HTML ko´du do formula´rˇe. Necˇte
zˇa´dnou hodnotu.
6.4.3.6 FormElementPassword Slouzˇı´ k doplneˇnı´ HTML pole input typu password.
Hodnota je typu string. Jde o variaci FormElementText.
6.4.3.7 FormElementReset Vykreslı´ tlacˇı´tko Reset, jehozˇ cˇinnost rˇesˇı´ prohlı´zˇecˇ.
6.4.3.8 FormElementSelect Rˇesˇı´ vy´beˇr jedne´ polozˇky z nabı´dky. Vy´chozı´ mechanis-
mus je HTML element select. Jde o generickou trˇı´du, lze tedy vra´tit polozˇku libovolne´ho
typu prˇeveditelne´ho na string (tedy naprˇı´klad i int nebo enum).
6.4.3.9 FormElementSubmit Vykresluje odesı´lacı´ tlacˇı´tko.
6.4.3.10 FormElementText Slouzˇı´ k doplneˇnı´ HTML pole input typu text. Hodnota
je typu string. Jde o specia´lnı´ prˇı´pad genericke´ trˇı´dy FormElementInput, ktera´ umozˇnˇuje
urcˇit, do jake´ho typu se ma´ obdrzˇeny´ rˇeteˇzec prˇelozˇit.
6.4.3.11 FormElementTextArea Slouzˇı´ ke vstupu delsˇı´ho textu. U tohoto elementu
lze zvolit, zda ma´ by´t vstupem prosty´ text (editor PlainText), nebo ma´ by´t pouzˇit WYSI-
WYG prvek (editor Html, pouzˇita je open-source komponenta TinyMCE).
6.4.4 Vytvorˇenı´ vlastnı´ polozˇky
Pro vytvorˇenı´ vlastnı´ polozˇky je vhodne´ pouzˇı´t generickou abstraktnı´ trˇı´du FormElement
mı´sto trˇı´dy FormElementBase, protozˇe poskytuje jednodusˇsˇı´ zpu˚sob a umozˇnˇuje urcˇit
typ hodnoty, ktera´ bude z formula´rˇe zı´ska´na.
Vsˇechny trˇı´dy se starajı´ o sve´ vykreslenı´ do HTML a proto musı´ implementovat
metodu RenderPrototype(), ktera´ poskytne implementaci pro cˇa´sti ElementContent a El-
ementAdditional, ktere´ nejsou soucˇa´stı´ FormElementBase.
Pokud se ma´ polozˇka nejen vykreslovat, ale take´ zpracova´vat neˇjakou hodnotu
poslanou uzˇivatelem, je trˇeba doplnit implementaci pro metodu LoadValue().
Cely´ postup si lze nejsnadneˇji prˇedstavit na komentovane´m prˇı´kladu implementace
trˇı´dy FormElementTextArea.
// odvozeni urcuje, ze hodnota polozky bude typu string
public class FormElementTextArea : FormElement<string>
f
// toto je doplnujici vlastnost , ktera muze byt predana v˜konstruktoru
public FormElementTextAreaEditor Editor f get; set; g
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// toto je doplnujici vlastnost ; vsechny doplnujici
// vlastnosti , ktere nelze predat v˜kostruktoru by mely mit
// set i get
public bool ViewAsHtml f get; set; g
// rozsirujici konstruktor pro pohodlne pouziti
public FormElementTextArea(string id, string label, FormElementTextAreaEditor editor)
: base(id, label )
f
Editor = editor ;
ViewAsHtml = false;
g
// konstruktor se zakladni signaturou, neni povinny, ale doporuceny
public FormElementTextArea(string id, string label)
: this( id , label , FormElementTextAreaEditor.Default)
f
g
// implementace je treba, pokud ma polozka cist hodnoty
// z˜uzivatelskeho vstupu
protected override void LoadValue()
f
// vlastnost Form vrati koren stromu formulare
// vlastnost Name je vetsinou stejna jako Id a je to klic ,
// pod kterym budou data v˜kolekci SubmittedValues
Value = Form.SubmittedValues.Get(Name);
g
public override string RenderPrototype(FormRenderParts parts)
f
// je treba napsat implementaci pro ElementContent a ElementAdditional
// implementace pro ostatni casti lze prepsat, ale ve vetsine
// pripadu to neni vhodne
if (parts == FormRenderParts.ElementContent)
f
// vzdy je treba osetrit oba stavy vlastnosti View
if (View)
f
// FormElementTextArea je napsan i pro editaci pomoci WYSIWYG
// implementace pro View == true byva obvykle kratsi
if (ViewAsHtml)
return RenderValue;
else
f
string value = RenderValue;
if (Editor == FormElementTextAreaEditor.Html)
value = value.Replace(”<br />”, ”nn”).Replace(”</p>”, ”nn”).Replace(”</
div>”, ”nn”);
value = Utilities .StripTags(value);
return HttpUtility .HtmlEncode(value).Replace(”nn”, ”<br />nn”);
g
g
else
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f
// delsi byla kod pro vystup editacniho pole
StringBuilder o˜= new StringBuilder();
// autor nove tridy by mel zohlednit vlastnost ElementAttributes
var attributes = ElementAttributes.Clone() as HtmlAttributes;
attributes [ ” id ” ] = Id ;
attributes [ ”name”] = Name;
if (! attributes .ContainsKey(”cols”))
attributes [ ”cols” ] = ”40”;
if (! attributes .ContainsKey(”rows”))
attributes [ ”rows”] = ”5”;
string classAttribute = ”PlainText” ;
if (Editor == FormElementTextAreaEditor.TinyMCE)
classAttribute = ”Html TinyMCE”;
o.Append(”<textarea”);
o.Append(attributes.ToString( classAttribute , null) ) ;
o.Append(”>”);
o.Append(HttpUtility .HtmlEncode(RenderValue));
o.Append(”</textarea>”);
if (Editor == FormElementTextAreaEditor.TinyMCE)
f
if nfootnotefForm != null) && (Form.Context != nullg
Form.Context.Flags.Add(HtmlViewInvocationContextFlags.TinyMCE);
g
return o.ToString() ;
g
g
// tato cas je povinna, i kdyz vraci jen prazdny retezec
else if (parts == FormRenderParts.ElementAdditional)
f
return string.Empty;
g
else // pro vsechny ostatni je treba zavolat rodicovskou tridu
return base.RenderPrototype(parts);
g
g
6.5 Prˇı´klady pouzˇitı´
Jak bylo uvedeno v prˇedchozı´ sekci, u´cˇelem implementovany´ vlastnostı´ je poskytnout
programa´torovi neˇkolik mozˇny´ch postupu˚ s ru˚znou u´rovnı´ slozˇitosti a oddeˇlenı´ dat, aby
si mohl pro svu˚j konkre´tnı´ prˇı´pad zvolit takove´ rˇesˇenı´, ktere´ nejvı´ce odpovı´da´ mnozˇstvı´
cˇasu, ktery´ ma´ na implementaci dane´ho formula´rˇe vyhrazeno, a prˇitom vy´sledek vzˇdy
vyhovoval za´kladnı´m pozˇadavku˚m na pouzˇitenost.
6.5.1 Bez vlastnı´ trˇı´dy
Tato u´rovenˇ rˇesˇenı´ je velmi prˇı´mocˇara´. Formula´rˇ je nejdrˇı´ve naplneˇn existujı´cı´mi el-
ementy, validova´n, zpracova´n a vykreslen. Je idea´lnı´ pro unika´tnı´, jednora´zove´ for-
mula´rˇe, prˇedevsˇı´m pokud nejsou spojeny s business entitami. Jeho vyuzˇitı´ za´rovenˇ velmi
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vy´hodne´ pro prototypovacı´ fa´zi vy´voje, protozˇe vy´sledny´ formula´rˇ mu˚zˇe v kombinaci
s prˇedprˇipraveny´m obecny´m kaska´dovy´m stylem poskytnout i nezkusˇene´mu uzˇivatel
(tedy naprˇı´klad zadavateli projektu) dostatecˇnou prˇedstavu o budoucı´m fungova´nı´ for-
mula´rˇe.
public class Test1 : TextClassTemplate
f
public override void Render()
f
Form form = new Form(”form1”);
var e1 = form.GroupMain.Add(new FormElementText(”jmeno”, ”Jme´no”));
e1.Validators .Add(new FormValidatorRequired());
var e2 = form.GroupMain.Add(new FormElementBoolean(”student”, ”Student”));
form.AddSubmit(”Zaregistrovat se”);
if (form.Validate () )
f
w.Write(”f0g f1g student.<br /><br />”,
e1.Value,
(form.Find<FormElementBoolean>(”student”).Value ? ”je” : ”nenı´”)
) ;
g
if (form.ShouldRender)
w.Write(form.Render());
g
g
6.5.2 Neza´visle´ vykreslenı´
Tento prˇı´pad je netradicˇnı´ tı´m, zˇe z hlediska vykreslenı´ formula´rˇe do HTML prˇedstavuje
protipo´l k prˇedchozı´mu prˇı´padu. V praxi se cˇasto sta´va´, zˇe z graficke´ho na´vrhu vzejde
maly´ a velmi u´zce zameˇrˇeny´ formula´rˇ, jehozˇ vzhled nelze pomocı´ vy´chozı´ho vykreslenı´
dostat pouze pomocı´ kaska´dovy´ch stylu˚. Typicky´m prˇı´kladem je pra´veˇ uka´zana´ regis-
trace do newsletteru, ktera´ by´va´ vlozˇena na kazˇdou stra´nku prezentace.
Pro tyto prˇı´pady lze tedy zvolit kombinaci prˇedprˇipravene´ho generovane´ho HTML.
V tomto prˇı´kladu je do jinak staticke´ho HTML vlozˇeno zobrazova´nı´ chybovy´ch hla´sˇenı´
pro valida´tor.
public class Test2 : TextClassTemplate
f
public override void Render()
f
Form form = new Form(”form2”);
form.SubmittedInputHiddenName = ”email”;
var e1 = form.GroupMain.Add(new FormElementText(”email”, ”E mail”));
e1.Validators .Add(new FormValidatorEmail());
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Obra´zek 13: Vy´stup formula´rˇe bez pouzˇitı´ vlastnı´ trˇı´dy (po odesla´nı´)
if (form.Validate () )
f
w.Write(”f0g se zaregistroval.<br /><br />”, e1.Value);
form.ShouldRender = false;
g
if (form.ShouldRender)
w.Write(Template.Create(”Form2”).Render().Text);
g
g
<viewdata Form=”Form form” />
<form action=”” method=”post”>
<div>
<h2>Registrace newsletteru</h2>
<label for=”email”>E mail:</label> <input type=”text” name=”email” id=”email” />
$fform.GroupMain[”email”].RenderPart(FormRenderParts.Errors)g
<input type=”submit” value=”Registrovat” />
</div>
</form>
6.5.3 S vlastnı´ trˇı´dou
Vysˇsˇı´m stupneˇm prˇi implementova´nı´ formula´rˇe je pouzˇitı´ stejne´ho prˇı´stupu jako Web-
forms. V tomto prˇı´kladu vidı´me, zˇe vytva´rˇenı´ struktury formula´rˇe je vlozˇeno do
samostatne´ trˇı´dy a prˇi zpracova´nı´ dat se prˇistupuje prˇı´mo k jednotlivy´m elementu˚m.
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Obra´zek 14: Vy´stup formula´rˇe vykreslene´ho neza´visle
Vy´hoda tohoto postupu spocˇı´va´ v mozˇnosti oddeˇlenı´ libovolne´ cˇa´sti pra´ce s for-
mula´rˇem do samostatne´ho bloku ko´du a v mozˇnosti prˇetı´zˇenı´ vy´chozı´ho chova´nı´,
naprˇı´klad metody Validate(). To mu˚zˇe by´t uzˇitecˇne´ zejme´na tehdy, pokud chceme vyuzˇı´t
implementovany´ genera´tor HTML, ale potrˇebujeme upravit veˇtsˇı´ mnozˇstvı´ parametru˚
vzhledu.
class Form3 : Form
f
public FormElementTextArea Komentar;
public Form3()
: base()
f
Komentar = new FormElementTextArea(”Komentar”, ”Komenta´rˇ”);
Komentar.Notes.Add(”Komenta´rˇ nenı´ trˇeba vyplnit.”);
GroupMain.Add(Komentar);
AddSubmit(”Prˇidat komenta´rˇ”);
g
g
public class Test3 : TextClassTemplate
f
public override void Render()
f
Form3 form = new Form3();
if (form.Validate () )
w.Write(form.Komentar.Value + ”<br /><br />”);
if (form.ShouldRender)
w.Write(form.Render());
g
g
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Obra´zek 15: Vy´stup formula´rˇe implementovane´ho vlastnı´ trˇı´dou
6.5.4 S oddeˇlenı´m dat
U´pravou trˇı´dy z prˇedchozı´ho prˇı´kladu mu˚zˇeme dosa´hnout oddeˇlenı´ dat, podobneˇ
jako je tomu v MVC frameworcı´ch. Vsˇechny komponenty formula´rˇe zmeˇnı´me na
prˇı´stupovou u´rovenˇ protected a do trˇı´dy formula´rˇe prˇida´me vnitrˇnı´ trˇı´du a jako jejı´ in-
stanci verˇejny´ cˇlen reprezentujı´cı´ data obdrzˇena´ od uzˇivatele. Napojenı´m na uda´lost On-
Loaded mu˚zˇeme takto vznikly´ model vyplnit a na´sledneˇ pouzˇı´t v ko´du zpracova´vajı´cı´m
data.
class Form4 : Form
f
protected FormElementTextArea Komentar;
public class FormData
f
public string Komentar;
g
public FormData Data;
public Form4()
: base()
f
OnLoaded += new FormEventDelegate(Form4 OnLoaded);
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GroupMain.Label = ”Prˇida´nı´ nove´ho komenta´rˇe”;
Komentar = new FormElementTextArea(”Komentar”, ”Komenta´rˇ”);
GroupMain.Add(Komentar);
AddSubmit();
g
void Form4 OnLoaded(FormElementBase element, FormEventType eventType)
f
Data = new FormData();
Data.Komentar = Komentar.Value;
g
g
public class Test4 : TextClassTemplate
f
public override void Render()
f
Form4 form = new Form4();
if (form.Validate () )
f
w.Write(form.Data.Komentar + ”<br /><br />”);
g
if (form.ShouldRender)
w.Write(form.Render());
g
g
Toto rˇesˇenı´ mu˚zˇeme da´le vylepsˇit doplneˇnı´m dalsˇı´ u´rovneˇ abstrakce pomocı´ rozhranı´,
prˇı´padneˇ pomocı´ na´vrhove´ho vzoru Inversion of Control [9]. Tı´m lze implementaci for-
mula´rˇe naprosto oddeˇlit od zpracova´nı´ dat.
interface IMyFormData
f
public string Komentar f get; g
g
interface IMyForm : IForm
f
public IMyFormData Data f get; g
g
public class Test4 : TextClassTemplate
f
public override void Render()
f
IMyForm form = IocContainer.Create<IMyForm>();
if (form.Validate () )
f
w.Write(form.Data.Komentar + ”<br /><br />”);
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g
if (form.ShouldRender)
w.Write(form.Render());
g
g
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7 Persistence dat a O/RM
Persistence dat, neboli jejich ukla´da´nı´ do trvale´ pameˇti (veˇtsˇinou databa´ze ulozˇene´ na
pevne´m disku), je prakticky nejdu˚lezˇiteˇjsˇı´ soucˇa´stı´ webove´ aplikace a nasˇem prˇı´padeˇ
i webove´ prezentace. Pokud by projekt nevyzˇadoval persistenci dat nebo bychom
neocˇeka´vali mozˇnost, zˇe ji bude v budoucnu vyzˇadovat, zvolı´me jisteˇ k jeho vy´robeˇ
takove´ prostrˇedı´, ktere´ tomu vı´ce uzpu˚sobeno.
Dosavadnı´ praxe mi ale poskytla du˚lezˇitou informaci ty´kajı´cı´ se pouzˇitı´ persistence
dat a to, zˇe dostatecˇneˇ velky´ podı´l webovy´ch prezentacı´ ze zada´nı´ nebo pozdeˇji vyzˇaduje
neˇjakou formu persistence dat, aby se vyplatilo mı´t prˇipraveno rˇesˇenı´, ktere´ je teˇsneˇ inte-
grova´no v ra´mci cele´ho frameworku.
7.1 Za´kladnı´ pojmy
Protozˇe cı´lem frameworku je co nejvı´ce usnadnit tvorbu takovy´ch webovy´ch aplikacı´,
z jejichzˇ povahy nenı´ trˇeba samostatny´ na´vrh databa´ze, vycha´zı´ prˇi rˇesˇenı´ struktury
databa´ze z objektove´ho dome´nove´homodelu. Tento je reprezentacı´ dat neza´visle na jejich
implementaci a pouzˇı´va´ zvla´sˇtnı´ pojmenova´nı´ pro jednotlive´ prvky te´to reprezentace.
Entitou [10], neˇkdy take´ business entitou nebo dome´novou entitou, je mysˇlena
kolekce informacı´, kterou lze samostatneˇ vycˇlenit. Entitou mu˚zˇe by´t naprˇı´klad
proda´vany´ produkt, cˇla´nek, nebo uzˇivatel. Meta informace o strukturˇe podobny´ch en-
tit se nazy´va´ entitnı´ typ. Jednotliva´ informace v ra´mci entity se oznacˇuje jako atribut
entity. Entita mu˚zˇe by´t take´ spojena vztahem s jinou entitou. Entita mu˚zˇe zahrnovat take´
operace pracujı´cı´ s jejı´mi atributy a vztahy.
Tento abstraktnı´ koncept se na´sledneˇ mapujı´ do aplikacˇnı´ vrstvy a databa´zove´ vrstvy.
V ra´mci tohoto frameworku na jedna´ straneˇ sta´t jazyk C# a na druhe´ relacˇnı´ databa´ze.
V aplikacˇnı´ vrstveˇ je entitnı´ typ reprezentova´n trˇı´dou, entity jejı´mi instancemi,
atributy a vztahy vlastnostmi s prˇı´slusˇny´m typem a operace jsou metody teˇchto trˇı´d.
V databa´zove´ vrstveˇ je entitnı´ typ reprezentova´n tabulkou, entity jsou rˇa´dky tabulky,
atributy a vztahy sloupce tabulky. Operace by´vajı´ implementova´ny jako ulozˇene´ proce-
dury.
7.2 Prˇehled dostupny´ch rˇesˇenı´
Existuje rˇada ru˚znorody´ch rˇesˇenı´, ale v prakticke´m vy´voji webovy´ch prezentaci jed-
noznacˇneˇ nejcˇasteˇji pouzˇita relacˇnı´ databa´ze. Z toho du˚vodu bylo jejı´ pouzˇitı´ zvoleno
i pro tento framework, a protozˇe je .NET objektove´ prostrˇedı´, je zrˇejme´, zˇe idea´lnı´m
rˇesˇenı´m je objektoveˇ-relacˇnı´ mapova´nı´ (O/RM, cˇasteˇji pouze ORM).
Za´kladnı´ pozˇadavky na pouzˇitou technologii opeˇt vycha´zejı´ ze specializace frame-
worku:
1. Z dlouhodobe´ho hlediska musı´ mı´t rˇesˇenı´ dostatecˇne´ za´zemı´ a u´drzˇbu ze strany
vy´robce.
2. Nesmı´ prˇedstavovat dodatecˇne´ financˇnı´ na´klady.
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3. Musı´ z databa´zovy´ch stroju˚ podporovat alesponˇ mySQL a Microsoft SQL Server.
4. Rozsˇı´rˇitelnost entit pomocı´ trˇı´dnı´ hierarchie.
5. Struktura dat musı´ vycha´zet z objektove´ho modelu, nikoliv z databa´ze. Framework
musı´ mı´t mozˇnost zjistit, ktere´ pole entity jsou persistentnı´.
Body 4. a 5. je nejlepsˇı´ demostrovat na prakticke´m prˇı´kladu. Jednı´m z bodu˚ inte-
grace je definice spolecˇne´ho prima´rnı´ho klı´cˇe jako celocˇı´selnou vlastnost EntityId. Tı´m za-
jistı´me, zˇe kazˇda´ entita je jednoznacˇneˇ identifikovatelna´ kombinacı´ dvou hodnot - sve´ho
typu a celocˇı´selne´ho klı´cˇe. Proto je trˇeba umozˇnit na´sledujı´cı´ konstrukci.
public class Entity
f
public int EntityId f get; set; g
// dalsi operace
g
public class UserBase : Entity
f
public string Login f get; set; g
// dalsi operace
g
public class User : UserBase
f
public bool IsManager f get; set; g
g
Implementace trˇı´dy Entity a UserBase se nacha´zejı´ ve frameworku a ten zna´ pouze
tyto dveˇ. Ve skutecˇnosti ale bude databa´zove´ strukturˇe odpovı´dat trˇı´da User, ktera´
se nacha´zı´ prˇı´mo v projektu a rozsˇirˇuje entitu uzˇivatele o novou vlastnost IsManager.
V ko´du frameworku vsˇak tuto skutecˇnou trˇı´du nelze pouzˇı´t a tento s nı´ bude pracovat
pouze prˇes rozhranı´ poskytovane´ trˇı´dami Entity a UserBase.
Du˚sledkem toho je, zˇe pokud rˇesˇenı´ neposkytuje mozˇnost pracovat s persistetnı´mi
entitami jako s jejich nadrˇazeny´mi trˇı´dami, je takove´ rˇesˇenı´ pro u´cˇely tohoto frameworku
nevhodne´.
7.2.1 Vlastnı´ O/RM
Prvnı´ rˇesˇenı´ je samozrˇejmeˇ implementace vlastnı´ knihovny O/RM. To ovsˇem vyzˇaduje
dalsˇı´ prostrˇedky veˇnovane´ na u´drzˇbu frameworku a ve srovna´nı´ s ostatnı´mi mozˇnostmi
by meˇlo rˇesˇenı´ horsˇı´ vlastnosti. Proto je dlouhodobe´ho hlediska nevhodne´.
62
7.2.2 LINQ to SQL
LINQ to SQL je za´stupce ze skupiny tzv. genera´toru˚. Tyto na´stroje vytva´rˇejı´ zdrojovy´
ko´d na za´kladeˇ struktury databa´ze. Toto rˇesˇenı´ tedy nenı´ vhodne´, protozˇe neumozˇnˇuje
potrˇebny´m zpu˚sobem rˇesˇit deˇdicˇnost.
Dalsˇı´, souvisejı´cı´, nevy´hodou je pra´veˇ dotazovacı´ jazyk LINQ, ktery´ je sice vy´razneˇ
jednodusˇsˇı´ na za´pis nezˇ tvorˇenı´ dotazu pomocı´ specia´lnı´ch funkcı´, ale prˇi jeho pouzˇitı´
musı´ programa´tor mı´t k dispozici prˇı´mo persistetnı´ trˇı´du a za´pis nelze dostatecˇneˇ osˇetrˇit
na´slednou u´pravou vy´razu prˇi prˇekladu na SQL.
7.2.3 Subsonic
O/RM Subsonic poskytuje mnoho zajı´mavy´ch vlastnostı´, mezi jiny´mi i mozˇnost volby
mezi pouzˇitı´m na´vrhove´ho vzoru Active Record, nebo prˇı´stupu oznacˇovane´ho jako
POCO (Plain Old C# Object, oznacˇenı´ vznikle´ z drˇı´veˇjsˇı´ho Plain Old Java Object), kde
entity nejsou nijak prˇı´mo spojeny s vrstvou persistence.
Jeho nevy´hodou je ovsˇem, zˇe se jedna´ o mensˇı´ rˇesˇenı´, vhodneˇjsˇı´ pro osobnı´ pouzˇitı´
a nelze s jistotou ocˇeka´vat opravy chyb. Bez potrˇebne´ podpory ze strany autora by toto
rˇesˇenı´ mohlo zpu˚sobit proble´my v prˇı´padeˇ potrˇeby pouzˇı´t neˇjakou pokrocˇilejsˇı´ vlastnost,
ktera´ v neˇm nenı´ dosud dostatecˇneˇ implementova´na.
7.2.4 NHibernate
NHibernate (http://nhforge.org/) je reimplementacı´ rozsˇı´rˇene´ho Java ORM Hibernate
pro platformu .NET. Jedna´ se o open-source projekt, ktery´ je momenta´lneˇ vyvı´jen komu-
nitneˇ a mu˚zˇe cˇerpat z dlouholety´ch zkusˇenosti z velmi blı´zke´ho prostrˇedı´ jazyka Java.
Z nekomercˇnı´ch ORM ma´ jednoznacˇneˇ nejsˇirsˇı´ podporu a je zarucˇen jeho dalsˇı´ rozvoj.
Dı´ky tomu se jedna´ o te´meˇrˇ idea´lnı´ volbu.
7.2.4.1 Castle.ActiveRecord Jednou z ma´la nevy´hod knihovny NHibernate je, zˇe
z Hibernate dosud prˇevzal jen konfiguraci entit jen za pomocı´ XML souboru. Zatı´mco
pro Hibernate existuje rˇesˇenı´ v podobeˇ prˇı´davne´ho projektu Annotations, vyvı´jene´ho
spolecˇneˇ s ja´drovy´m projektem, tak projekt NHibernate sa´m takovou funkcionalitou
nema´.
Existujı´ ovsˇem dva neza´visle´ projekty, ktere´ umozˇnˇujı´ snadneˇjsˇı´ konfigu-
raci, kazˇdy´ jiny´m zpu˚sobem. FluentHNibernate (http://fluentnhibernate.org/)
pouzˇı´va´ specia´lnı´ trˇı´du a lambda vy´razy a Castle.ActiveRecord
(http://www.castleproject.org/activerecord/) poskytuje konfiguraci podobneˇ jako
Annotations, tedy pomocı´ .NET atributu˚. Za´rovenˇ ale k NHibernate prˇida´va´ velmi
snadnou pouzˇitelnou vrstvu zalozˇenou na na´vrhove´m vzoru Active Record.
[ActiveRecord]
public class Pracovnik : ActiveRecordBase<Pracovnik>
f
[PrimaryKey]
public int Id f get; set; g
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[Property]
public string Jmeno f get; set; g
[BelongsTo]
public Pracovnik Nadrizeny f get; set; g
g
var jakub = Pracovnik.FindFirst(Expression.Eq(”Jmeno”, ”Jakub”));
if (jakub.Nadrizeny != null)
w.Write(jakub.Nadrizeny.Jmeno);
Kombinace NHibernate a Castle.ActiveRecord tedy poskytuje snadnou konfiguraci a
za´rovenˇ prostor pro rˇesˇenı´ komplikovaneˇjsˇı´ch sce´na´rˇu˚ pomocı´ samotne´ho NHibernate.
Proto byla tato kombinace zvolena jako za´klad persistence pro tento framework.
7.3 Na´vrh a implementace
Cı´lem je zachovat co nejvı´ce cˇinnostı´ pouze v ra´mci NHibernate a Castle.ActiveRecord a
pouze definovat omezenı´ a rozsˇı´rˇenı´ pro snadneˇjsˇı´ integraci se zbytkem frameworku:
1. Sjednotit prima´rnı´ klı´cˇe vsˇech entitnı´ch typu˚.
2. Vytvorˇit rˇesˇenı´ pro lokalizaci entity.
3. Vytvorˇit vlastnı´ strukturu meta-informacı´ o entitnı´ch typech.
7.3.1 Sjednocenı´ prima´rnı´ho klı´cˇe
Prima´rnı´ klı´cˇ lze rˇesˇit dveˇma za´kladnı´mi zpu˚soby a to generova´nı´ na straneˇ aplikace,
nebo generova´nı´m na straneˇ databa´ze.
7.3.1.1 Generova´nı´ na straneˇ databa´ze Generova´nı´ na straneˇ databa´ze je
v prˇeva´zˇne´ veˇtsˇineˇ prˇı´padu˚ realizova´no pomocı´ celocˇı´selny´ch sekvencı´. Vy´hoda tohoto
prˇı´stupu je v efektiviteˇ ulozˇenı´, indexace a vyhleda´va´nı´. Celocˇı´selne´ atributy zabı´rajı´
diskovy´ prostor nejefektiveˇji a take´ je u nich nejrychlejsˇı´ rˇazenı´, na ktere´m za´visı´ vy´kon.
7.3.1.2 Generova´nı´ na straneˇ aplikace Prˇi generova´nı´ na straneˇ aplikace je trˇeba
zajistit, zˇe vygenerovany´ klı´cˇ bude unika´tnı´ (nebo alesponˇ dosa´hnout dostatecˇneˇ nı´zke´
pravdeˇpodobnosti duplicity). Proto se neˇjcˇasteˇji pouzˇı´vajı´ UUID [11] (Universally
Unique Identifier). Jejich generova´nı´ zarucˇuje dostatecˇnou unika´tnost, aby bylo mozˇne´
pozdeˇji spojit dveˇ databa´ze bez kolize klı´cˇu˚. Dı´ky generova´nı´ na straneˇ aplikace lze take´
prˇipravit celou sadu propojeny´ch za´znamu˚ bez potrˇeby rezervova´nı´ klı´cˇe a komunikace
s databa´zı´.
Nevy´hodou je, zˇe jen ma´lo databa´zovy´ch stroju˚ podporujı´ tento typ nativneˇ jako
128-bitove´ cˇı´slo, ale jen jako textovy´ rˇeteˇzec. Tı´m docha´zı´ ke zveˇtsˇenı´ mı´sta potrˇebne´ho
k ulozˇenı´ klı´cˇe a ztra´teˇ vy´konu.
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Kompromisnı´m rˇesˇenı´m by mohlo by´t generova´nı´ vlastnı´ho 64-bitove´ho
celocˇı´selne´ho klı´cˇe na straneˇ aplikace. Na 64-bitovy´ch databa´zovy´ch strojı´ch by
meˇl poskytnout stejny´ vy´kon jako pouzˇitı´ 32-bitove´ho klı´cˇe, ale take´ vy´hody z toho, zˇe
je klı´cˇ za´znamu zna´m jesˇteˇ prˇed jeho ulozˇenı´m.
7.3.1.3 Zvolene´ rˇesˇenı´ Protozˇe je framework specializova´n na webove´ prezentace,
byla zvolena varianta generova´nı´ 32-bitove´ho celocˇı´slene´ho klı´cˇe na straneˇ databa´ze. Pro
tento typ webove´ aplikace jde o rˇesˇenı´ dostacˇujı´cı´ a dı´ky schopnostem NHibernate lze
volbu relativneˇ snadno zmeˇnit refaktorova´nı´m ko´du.
7.3.2 Lokalizace entit
Lokalizacı´ entit je mysˇlen takovy´ koncept, ktery´ umozˇnı´ mı´t pro jednu entitu texty
prˇelozˇene´ pro kazˇdy´ z jazyku˚ aplikace zvla´sˇt’. Naprˇı´klad tiskova´ zpra´va bude mı´t pro
vsˇechny jazyky spolecˇne´ datum vyda´nı´ a fotografii, ale pro kazˇdy´ jazyk bude zvla´sˇt’
ulozˇen text zpra´vy a jejı´ PDF prˇı´loha.
K lokalizaci entit lze prˇistoupit neˇkolika zpu˚soby, prˇicˇemzˇ zda´nliveˇ majı´ vsˇechny tyto
mozˇnosti pouze nevy´hody. Je trˇeba si ovsˇem uveˇdomit, zˇe tou nejdu˚lezˇiteˇjsˇı´ vy´hodou
spolecˇnou pro vsˇechny je samotny´ efekt lokalizace entit. Pro webove´ prezentace jde
o velmi du˚lezˇitou cˇa´st rˇesˇenı´ a nelze tedy pouze prˇenechat rˇesˇenı´ na konkre´tnı´ aplikaci.
Za´rovenˇ je trˇeba uvazˇovat pouze takova´ rˇesˇenı´, ktera´ budou umozˇnˇovat pra´ci prˇı´mo
s vlastnostmi trˇı´d, aby se co nejvı´ce zachovalo silne´ typova´nı´.
7.3.2.1 Pouzˇitı´ prˇipojene´ tabulky Cˇisty´m rˇesˇenı´m je vytvorˇenı´ dvou tabulek pro
kazˇdou entitu a vazby mezi nimi. Jedna tabulka by prˇedstavovala nelokalizovanou cˇa´st
typu entity a druha´ cˇa´st lokalizovanou. Toto rˇesˇenı´ ovsˇem nenı´ momenta´lneˇ v Cas-
tle.ActiveRecord dostatecˇneˇ podporova´no a i konfiguracı´ NHibernate prˇes XML soubor
by bylo natolik slozˇite´, zˇe by byl porusˇen cı´l jednoduchosti pouzˇitı´ frameworku.
Proto jde o rˇesˇenı´, ktere´ nelze pouzˇı´t jako obecne´. Rozhodneˇ ale nenı´ jeho pouzˇitı´ vy-
loucˇeno pro specificke´ prˇı´pady konkre´tnı´ch aplikacı´ a programa´tor mu˚zˇe vyuzˇı´t vsˇechny
schopnosti knihovny NHibernate.
7.3.2.2 Spojene´ duplicitnı´ za´znamy Naivneˇjsˇı´m rˇesˇenı´m je vytvorˇenı´ separa´tnı´ho
za´znamu pro kazˇdy´ dostupny´ jazyk a prˇi zmeˇneˇ prova´deˇt synchronizaci nelokalizo-
vany´ch atributu˚.
Prˇi analy´ze entitnı´ch typu˚ vyskytujı´cı´ch se prakticky ve webovy´ch prezentacı´ch bylo
zjisˇteˇno, zˇe pro zˇa´dny´ z dosavadnı´ch projektu˚ firmy by toto rˇesˇenı´ nebyl proble´m.
Vsˇechny entity s lokalizovany´mi atributy jsou vytva´rˇeny a meˇneˇny pomocı´ spolecˇny´ch
za´kladnı´ch funkcı´ v administraci a proto lze zmı´neˇnou synchronizaci implementovat
centra´lneˇ.
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Obra´zek 16: Trˇı´da Persistence, metody pro pra´ci s meta-informacemi
7.3.2.3 Zvolene´ rˇesˇenı´ Dı´ky sve´ jednoduchosti bylo po analy´ze a oveˇrˇenı´ proveditel-
nosti zvoleno rˇesˇenı´ s ukla´da´nı´m samostatny´ch za´znamu˚ pro kazˇdy´ jazyk v ra´mci jedne´
tabulky.
7.3.3 Struktura meta-informacı´
Notace pouzˇita´ pro objektoveˇ relacˇnı´ mapova´nı´ pomocı´ Castle.ActiveRecord posky-
tuje meta-informace potrˇebne´ pro prˇenesenı´ informacı´ obsazˇeny´ch v entiteˇ z a do
databa´ze. Neposkytuje ale dostatek informacı´ k prˇenesenı´ teˇchto informacı´ mezi aplikacı´
a uzˇivatelem. Proto framework implementuje vlastnı´ vrstvu meta-informacı´ pro automa-
tizaci te´to cˇinnosti.
Tyto metainformace jsou ulozˇene´ v instancı´ch trˇı´d EntityType a EntityAttribute,
poprˇı´padeˇ trˇı´da´ch od nich odvozeny´ch. Prˇı´stup k nim je mozˇny´ pomocı´ metod staticke´
trˇı´dy Persistence.
7.3.3.1 Trˇı´da Persistence
7.3.3.1.1 Metody pro pra´ci s meta-informacemi Nastavenı´ za´kladnı´ch parametru˚
pro pouzˇitı´ persistence dat spolecˇneˇ s vrstvou pro meta-informace prova´dı´ metoda Ini-
tialize(). Tu je trˇeba zavolat prˇed registracı´ entitnı´ch typu˚. Registraci entitnı´ch typu˚ lze
prove´st na´sledneˇ pomocı´ metody RegisterEntityType(). Je trˇeba tyto metody zavolat v ini-
cializacˇnı´ fa´zi aplikace, specificky implementacı´ metody InitializeApplicationEntities()
v ra´mci Global.asax.
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Registrace vytva´rˇı´ mapu mezi trˇı´dou, ktera´ skutecˇneˇ prˇedstavuje entitu a jejı´mi
nadrˇazeny´mi trˇı´dami a rozhranı´mi. Aby byla nadrˇazena´ trˇı´da nebo rozhranı´ prˇida´no
do mapy, je trˇeba je oznacˇit atributem EntityInterface. Mapova´nı´ musı´ by´t smeˇrem od
rozhranı´ jednoznacˇne´ a je u´kolem programa´tora konkre´tnı´ aplikace, aby to zajistil.
Naprˇı´klad existujı´ cˇtyrˇi u´rovneˇ pro realizace uzˇivatele administrace. Nejvysˇsˇı´ u´rovnı´
je trˇı´da UserEntity, ktera´ bude skutecˇnou trˇı´dou entitnı´ho typu. Tato trˇı´da se nenacha´zı´
ve frameworku a definuje ji programa´tor konkre´tnı´ aplikace odvozenı´m od UserEntity-
Base, mu˚zˇe tedy rozsˇirˇit atributy te´to entity (ktere´ na´sledneˇ doplnı´ do meta-informacı´).
Trˇı´du UserEntity framework nezna´, ale s entitnı´m typem uzˇivatele mu˚zˇe pracovat skrze
nadrˇazenou trˇı´du UserEntityBase nebo jejı´ rozhranı´ IUserEntity. Obeˇ jsou oznacˇeny
atributemEntityInterface a proto budou soucˇa´stı´ mapy. Poslednı´ u´rovnı´ je genericka´ trˇı´da
Entity. Ta nebude mı´t jednoznacˇneˇ prˇirˇazen pouze jeden entitnı´ typ, a proto oznacˇena
nenı´ a nebude ani soucˇa´stı´ mapy.
Typy trˇı´d a meta-informace z mapy lze zı´skat pomocı´ metod GetActiveRecordEntity-
Type() a GetEntityType(). Obeˇ jako parametr prˇebı´rajı´ trˇı´du nebo rozhranı´ registrovane´
ve zmı´neˇne´ mapeˇ. Naprˇı´klad pro zavola´nı´ GetActiveRecordEntityType<IUserEntity>()
je vra´cena instance Type popisujı´cı´ trˇı´du UserEntity.
Metoda GetRootEntity() je zkratkou pro GetEntityType().RootEntity a vracı´ instanci
trˇı´dy entitnı´ho typu oznacˇenou jako korˇenova´ entita. Tato instance poskytuje jiny´m
zpu˚sobem prˇı´stup k metoda´m pro pra´ci s daty. Jejı´ vy´hoda je ve vynucenı´ typu prˇi
prˇeda´nı´ jako parametru metody (korˇenova´ entita bude vzˇdy implementovat rozhranı´
IEntity).
Po registraci vsˇech entitnı´ch typu˚ lze vyuzˇı´t zabudovane´ho na´stroje NHibernate pro
vytva´rˇenı´ struktury databa´ze. Metoda CreateSchema() je zkratkou pro vytvorˇenı´ tabulek
pro vsˇechny zaregistrovane´ entitnı´ typy.
7.3.3.1.2 Metody pro pra´ci s daty Skrze trˇı´du Persistence jsou dostupne´ vsˇechny
metody pro pra´ci s daty, ktere´ Castle.ActiveRecord poskytuje jako staticke´ metody
prˇirˇazene´ u trˇı´dy entitnı´ho typu. Pokud ovsˇem nema´me jme´no te´to trˇı´dy k dispozici, ale
pouze implementovane´ rozhranı´, nelze tyto pu˚vodnı´ metody zavolat.
Z toho du˚vodu jsou reimplementova´ny (nejde tedy o pouzˇitı´ reflexe) v trˇı´deˇ Per-
sistence, prˇicˇemzˇ jako genericky´ parametr stacˇı´ prˇedat trˇı´du nebo rozhranı´ definovane´
v mapeˇ (viz. prˇedchozı´ odstavce).
7.3.3.2 Trˇı´da EntityType Trˇı´da EntityType kromeˇ vlastnı´ch meta-informacı´ slouzˇı´
dveˇma dalsˇı´m u´cˇelu˚m. Udrzˇuje v sobeˇ kolekci instancı´ EntityAttribute a prova´dı´ detekci
meta-informacı´ o entitnı´m typu jako celku.
Hlavnı´ meta-informacı´ je vlastnost IsLocalized, ktera´ urcˇuje, jestli je trˇeba s entitami
nakla´dat jako s vı´cejazycˇny´mi (naprˇı´klad synchronizaci dat prˇi ulozˇenı´). Entita je lokali-
zovana´ pra´veˇ tehdy, ma´-li alesponˇ jeden lokalizovany´ atribut.
Inicializaci meta-informacı´ pro konkre´tnı´ entitnı´ typ je mozˇne´ upravit odvozenı´m
vlastnı´ trˇı´dy od EntityType a vra´cenı´ jejı´ instance prˇi vola´nı´ metody CreateEntityType()
na korˇenovou entitu. Tato metody by sama o sobeˇ nemeˇla prova´deˇt zˇa´dna´ nastavenı´.
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Obra´zek 17: Trˇı´da Persistence, metody pro pra´ci s daty
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Obra´zek 18: Trˇı´da EntityType
Prˇi inicializaci ma´ du˚lezˇitou roli vlastnost EntityAttribute.Create. Jde o zpeˇtne´ vola´nı´,
ktere´ prova´dı´ za´kladnı´ detekci atributu˚ podle jejich .NET typu v objektove´m modelu.
Pokud chce programa´tor zave´st novy´ typ atributu v ra´mci cele´ aplikace, je vy´hodne´ do-
plnit toto vola´nı´ o vlastnı´ delega´t.
7.3.3.3 Trˇı´da EntityAttribute Jak bylo jizˇ zmı´neˇno, meta-informace slouzˇı´ frame-
worku prˇedevsˇı´m pro automatizaci pra´ce s entitami ve vztahu k uzˇivatelske´mu vs-
tupu. Kazˇda´ trˇı´da odvozena´ od abstraktnı´ trˇı´dy EntityAttribute definuje zvla´sˇtnı´ chova´nı´,
veˇtsˇinou pro urcˇity´ datovy´ typ atributu entity. Toto chova´nı´ je da´no metodami Convert(),
CreateListColumn(), DefineFormInternal() a ProcessFormInternal().
Metoda Convert() ma´ za u´kol pokusit se co nejle´pe prˇeve´st informaci obdrzˇenou jako
parametr na skutecˇny´ typ entitnı´ho atributu. Naprˇı´klad pokud metoda EntityAttribute-
Boolean.Create() obdrzˇı´ jako parametr string ”true“ nebo cele´ cˇı´slo 1, meˇla by vra´tit bool
hodnotu true.
Metoda CreateListColumn() je jizˇ podle sve´ho na´zvu urcˇena pro zobrazenı´ sloupcu˚ ve
vy´pisu entit v administraci. Obecneˇ ale vytva´rˇı´ rˇeteˇz objektu˚, ktere´ jsou schopny prˇeve´st
hodnotu dane´ho entitnı´ho atributu na informaci zobrazitelnou uzˇivateli (bez ohledu na
konkre´tnı´ rozvrzˇenı´).
Metody DefineForm() a ProcessForm() jsou urcˇeny k vytvorˇenı´ formula´rˇovy´ch polı´,
resp. k nacˇtenı´ obdrzˇeny´ch hodnot z formula´rˇe zpeˇt do entity. Tyto metody by meˇl pro-
grama´tor volat, pokud pracuje s formula´rˇem. Naopak metody DefineFormInternal() a
ProcessFormInternal() by meˇl nahradit vlastnı´ implementacı´, pokud definuje novy´ typ
entitnı´ho atributu.
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Obra´zek 19: Trˇı´da EntityAttribute a neˇktere´ typy atributu˚
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Metody GetValue() a SetValue() jsou zkratky ke stejneˇ pojmenovany´m metoda´m in-
stance PropertyInfo ulozˇene´ v prˇı´slusˇne´ vlastnosti.
Trˇı´da EntityAttribute nese informace nejen o persistetnı´ch vlastnostech trˇı´dy en-
titnı´ho typu, ale o vsˇech, u ktery´ch doka´zˇe detekovat vhodnou trˇı´du odvozenou od En-
tityAttribute. Ke vsˇem vlastnostem trˇı´dy, ktere´ jsou typu string, je vytvorˇena instance
typu EntityAttributeString a podobneˇ. To umozˇnˇuje oddeˇlit skutecˇne´ entitnı´ atributy od
teˇch, ktere´ ma´ k dispozici uzˇivatel naprˇı´klad prˇes administraci.
Programa´tor ma´ mozˇnost vynechat fa´zi autodetekce vhodne´ho potomka EntityAt-
tribute pouzˇitı´m .NET atributu EntityProperty u zvolene´ vlastnosti trˇı´dy entitnı´ho typu.
Ten umozˇnuje:
 Definovat konkre´tnı´ trˇı´du meta-informace pomocı´ vlastnosti EntityAttributeType.
 U´plneˇ vynechat zvolenou vlastnost z meta-informacı´ nastavenı´m IsEntityAttribute
na false.
 Nastavit prˇı´znak lokalizace atributu entity IsLocalized.
7.3.4 Trˇı´da Entity
Genericka´ trˇı´da Entity je za´kladnı´ rodicˇovskou trˇı´dou, kterou musı´ mı´t v hierarchii
deˇdicˇnosti vsˇechny trˇı´dy, u ktere´ programa´tor prˇeda´va´ frameworku ke zpracova´nı´ jako
entity.
Sama o sobeˇ obsahuje pouze male´ mnozˇstvı´ aplikacˇnı´ logiky, ta je soucˇa´stı´ trˇı´d pop-
sany´ch drˇı´ve v te´to kapitole. Trˇı´da Entity slouzˇı´ prˇedevsˇı´m prˇipravena´ implementace
rozhranı´ IEntity. Toto rozhranı´ popisuje omezenı´ a pozˇadavky na vlastnosti a metody
trˇı´dy entitnı´ho typu, aby mohla by´t korektneˇ integrova´na do zbytku frameworku.
Tyto prˇedpoklady a omezenı´ si mu˚zˇeme prˇehledneˇ shrnout diagramem rozhranı´ IEn-
tity a nepovinny´ch rozhranı´ IOwnedEntity a IHierarchicalEntity. Implementacı´ teˇchto
rozhranı´ programa´tor na trˇı´deˇ entitnı´ho typu aktivuje doplnˇujı´cı´ omezenı´, ktera´ lze
na´sledneˇ pouzˇı´t prˇedevsˇı´m pro u´cˇely co nejprˇirozeneˇjsˇı´ho zobrazenı´ teˇchto entit v ad-
ministracˇnı´m rozhranı´.
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Obra´zek 20: Trˇı´dnı´ diagram rozhranı´ IEntity
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8 Cache
Jak uva´dı´ anglicka´ Wikipedie [12], cache (cˇesky take´ vyrovna´vacı´ pameˇt’) je soucˇa´stı´ pro-
gramu, jejı´mzˇ cı´lem je zvy´sˇit vy´kon programu ukla´da´nı´m dat do mezipameˇti, aby se
nemusela prˇi kazˇde´m pozˇadavku zı´ska´vat z pu˚vodnı´ho zdroje. Jako teoreticky´ koncept
je tedy cache velmi uzˇitecˇna´ a v podstateˇ vsˇechny webove´ aplikace cˇi prezentace by jejı´m
pouzˇitı´m meˇly zı´skat.
Cache je tedy z vneˇjsˇı´ho pohledu kolekce, jejı´zˇ prvky nejsou ulozˇeny azˇ do rucˇnı´ho
odstraneˇnı´, ale samovolneˇ mizı´ po dosazˇenı´ platnosti urcˇite´ podmı´nky, v prˇeva´zˇne´
veˇtsˇineˇ urcˇite´ho cˇasu.
Ze sve´ zkusˇenosti v oblasti vy´voji webovy´ch aplikacı´ vı´m, zˇe v praxi se cache pouzˇı´va´
zrˇı´dka. Neˇktere´ obtı´zˇe sice rˇesˇı´ volba vhodne´ implementace cache, poprˇı´padeˇ obmeˇna
mechanismu ukla´da´nı´ dat, ale hlavnı´ proble´m zu˚sta´va´ bez ohledu na konkre´tnı´ technicke´
rˇesˇenı´. Tı´mto proble´mem je urcˇenı´, pro ktera´ data se ma´ vyrovna´vacı´ pameˇt’ pouzˇı´vat
a kdy tato data ulozˇena´ ve vyrovna´vacı´ pameˇti nejsou jizˇ platna´ a je trˇeba cˇı´st opeˇt
z pu˚vodnı´ho zdroje. Definova´nı´ teˇchto vztahu˚ je cˇasto vı´ce cˇasoveˇ na´rocˇne´, nezˇ alter-
nativnı´ a me´neˇ efektivnı´ formy optimalizace (jako naprˇı´klad obejı´tı´ neˇktery´ch vrstev
abstrakce), a zejme´na u mensˇı´ch projektu˚ se mozˇnost vyuzˇitı´ vyrovna´vacı´ pameˇti prˇi
na´vrhu vu˚bec nebere v u´vahu. Nezˇ tedy programa´tor zacˇne tuto problematiku rˇesˇit, musı´
zva´zˇit, jestli u jeho konkre´tnı´ aplikace je vu˚bec pouzˇitı´ cache dostatecˇneˇ prˇı´nosne´, aby
opravnˇovalo zkomplikova´nı´ struktury.
8.1 Rˇesˇenı´ ASP.NET, cache vy´stupu
Dejme si tedy prˇedpoklad, zˇe vyrovna´vacı´ pameˇt’ chceme nutneˇ v nasˇı´ aplikaci pouzˇı´t,
a podı´vejme se na mozˇnosti, ktere´ ma´me k dispozici. Za´kladnı´ ASP.NET a framework
Webforms na´m umozˇnˇujı´ pouzˇitı´ cache na trˇech tradicˇnı´ch u´rovnı´ch: cele´ stra´nky, cˇa´sti
stra´nky a dat.
Prvnı´ z teˇchto u´rovnı´, cachova´nı´ cely´ch stra´nek, je teoreticky varianta s nejvysˇsˇı´m
vy´konem, ale v praxi se ukazuje, zˇe jde take´ o variantu nejme´neˇ pouzˇitelnou. Na jedne´
straneˇ spektra jsou aplikace, ktere´ jsou prˇilisˇ jednoduche´ a nı´zkona´kladove´, nezˇ aby se
vyplatilo do realizace cache investovat dodatecˇny´ cˇas veˇnovany´ na´vrhu a programova´nı´.
Na druhe´ straneˇ jsou pak aplikace, ktere´ na stra´nce obsahujı´ alesponˇ jeden prvek, ktery´
z principu cachovat nelze, nebo by to bylo extre´mneˇ neprakticke´. Typicky´m prˇı´kladem
takovy´chto aplikacı´ jsou e-shopy, ktere´ na kazˇde´ stra´nce obsahujı´ dva takove´ prvky -
soucˇasnou cenu zbozˇı´ v kosˇı´ku a jme´no prˇihla´sˇene´ho za´kaznı´ka.
Proto je mnohem cˇastejsˇı´ pouzˇı´va´nı´ vyrovna´vacı´ pameˇti jen pro prˇedem zvolene´
cˇa´sti stra´nek, resp. inverznı´ varianta, pouzˇı´va´nı´ vyrovna´vacı´ pameˇti pro vsˇechny kromeˇ
zvoleny´ch cˇa´stı´ stra´nek (jako zmı´neˇny´ obsah kosˇı´ku, nebo informace o prˇihla´sˇene´m
uzˇivateli). Z me´ zkusˇenosti se jedna´ o nejcˇasteji vyuzˇı´vanou u´rovenˇ cachova´nı´, zejme´na
dı´ky jejı´ snadne´ implementaci. Kazˇdy´ fragment ve vyrovna´vacı´ ma´ urcˇeny´ svu˚j unika´tnı´
na´zev, slozˇeny´ z oznacˇenı´ sˇablony, ktera´ jej generuje (naprˇı´klad sˇablona detail produktu),
a parametru˚ te´to sˇablony (naprˇı´klad cˇı´slo produktu = 78).
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Tento prˇı´stup s sebou ovsˇem prˇina´sˇı´ neprˇı´jemnost, ktera´ je dı´ky architekturˇe Web-
forms relativneˇ dobrˇe skryta, ale projevı´ se v MVC frameworcı´ch. Jde totizˇ o cachova´nı´
pouze na u´rovni View, ovsˇem podle paradigmatu MVC se v te´to u´rovni jizˇ nevyskytuje
zˇa´dna´ aplikacˇnı´ logika a tedy vsˇechna na´rocˇna´ pra´ce je v okamzˇiku rˇesˇenı´ provedena.
Mnoho programa´toru˚ to ovsˇem neodradı´ a zejme´na webove´ aplikace v me´neˇ striktnı´ch
jazycı´ch, jak naprˇı´klad PHP, tohoto rˇesˇenı´ vyuzˇı´vajı´, byt’ za cenu prˇesunutı´ cˇa´sti aplikacˇnı´
logiky do mı´st, kam nepatrˇı´.
8.1.1 ASP.NET MVC OutputCache
Experimenta´lneˇ si lze oveˇrˇit, zˇe OutputCache realizovana´ ve frameworku ASP.NETMVC
patrˇı´ do prvnı´ u´rovneˇ, tedy ukla´da´ celou stra´nku. Stacˇı´ rozsˇirˇit uka´zkovou aplikaci, ktera´
se generuje prˇi zalozˇenı´ nove´ho projektu.
Po doplneˇnı´ atributu OutputCache do k metodeˇ Index() trˇı´dy HomeController
zjistı´me, zˇe i po prˇı´hla´sˇenı´ pomocı´ odkazu v prave´ hornı´ cˇa´sti rozvrzˇenı´ bude na u´vodnı´
stra´nce opeˇt tento odkaz, zatı´mco po vypnutı´ OutputCache bude videˇt korektnı´ odkaz
k odhla´sˇenı´.
[HandleError]
public class HomeController : Controller
f
[OutputCache(Duration = 100, VaryByParam = ”none”)]
public ActionResult Index()
f
ViewData[”Message”] = ”Welcome to ASP.NET MVC! ” + DateTime.Now.
ToLongTimeString();
return View();
g
g
8.2 Cache dat
Po te´to analy´ze jsem tedy usoudil, zˇe cachova´nı´ vy´stupu je pro udrzˇovatelnost aplikace
velmi neprakticke´, a jeho pouzˇitı´ je vhodne´ jen vy´jimecˇny´ch prˇı´padech. Navı´c jak se
uka´zˇe pozdeˇji, lze cache vy´stupu bez velke´ ztra´teˇ na vy´konu nahradit cachova´nı´m dat.
Pojd’me se tedy podı´vat, jak vypada´ beˇzˇne´ pouzˇitı´ cache dat v ASP.NETu, a take´
obecneˇ v jiny´ch prostrˇedı´ch cˇi frameworcı´ch.
// http :// msdn.microsoft.com/en us/library/xhy3h9f9(v=VS.71).aspx
DataView Source = (DataView)Cache[”MyData1”];
// 1. overeni
if (Source == null) f
// 2. naplneni
SqlConnection myConnection = new SqlConnection(”server=localhost;Integrated Security=SSPI;
database=pubs”);
SqlDataAdapter myCommand = new SqlDataAdapter(”select  from Authors”, myConnection);
DataSet ds = new DataSet();
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myCommand.Fill(ds, ”Authors”);
Source = new DataView(ds.Tables[”Authors”]);
Cache[”MyData1”] = Source;
g
// 3. konzumace
MyDataGrid.DataSource=Source;
MyDataGrid.DataBind();
V tomto prˇı´kladu, prˇevzate´m z MSDN, je videˇt nejcˇasteji pouzˇı´vane´ sche´ma toku pro-
gramu prˇi pouzˇitı´ vyrovna´vacı´ch pameˇtı´ libovolne´ho druhu.
1. Docha´zı´ k oveˇrˇenı´, zda se ve vyrovna´vacı´ pameˇti nacha´zejı´ platna´ data s identi-
fika´torem, ktery´ pozˇadujeme.
2. Pokud data nejsou k dispozici, tak jsou zı´ska´ny ze zdroje a ulozˇeny do vyrovna´vacı´
pameˇti.
3. Nakonec jsou data pouzˇita.
Pokud tedy odhle´dneme od konkre´tnı´ implementace a zjednodusˇı´me, tak obdrzˇı´me
na´sledujı´cı´ ko´d.
object data;
if (CacheContains(KLIC))
data = CacheRead(KLIC);
else
f
// Create data
data = 123;
// End of create data
CacheWrite(KLIC, data);
g
UseData(data);
K tomuto ko´du mu˚zˇeme take´ napsat alternativnı´, ktery´ vyrovna´vacı´ pameˇt’
nepouzˇı´va´.
object data;
// Create data
data = 123;
// End of create data
UseData(data);
Je naprosto jasne´, zˇe pouzˇitı´ dat je spolecˇne´ pro obeˇ varianty, a samozrˇejmeˇ jej nelze
vynechat. Mu˚zˇeme ale ko´d s pouzˇitı´m cache upravit tak, aby se co nejvı´ce podobal tomu
bez jejı´ho pouzˇitı´? Jako prvnı´ na´s zrˇejmeˇ napadne prˇesunout cely´ algoritmus zı´ska´va´nı´
dat do samostatne´ funkce a to vcˇetneˇ rˇı´zenı´ prˇı´stupu k vyrovna´vacı´ pameˇti. Oba up-
ravene´ ko´dy by tedy vypadaly asi takto.
object GetData()
f
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object data;
if (CacheContains(KLIC))
data = CacheRead(KLIC);
else
f
// Create data
data = 123;
// End of create data
CacheWrite(KLIC, data);
g
return data;
g
object data = GetData();
UseData(data);
object GetData()
f
object data;
// Create data
data = 123;
// End of create data
return data;
g
object data = GetData();
UseData(data);
Cˇa´st ko´du, ktera´ data pouzˇı´va´, nynı´ jizˇ vypada´ stejneˇ a pu˚sobı´ cˇisteˇ a prˇehledneˇ. Nynı´
je jesˇteˇ potrˇeba neˇjak prakticˇteˇji osˇetrˇit pra´ci s vyrovna´vacı´ pameˇtı´ - idea´lneˇ tak, aby-
chom museli prˇi doimplementova´nı´ cache dopsat do nejme´neˇ ko´du a za´rovenˇ zabra´nili
nevhodne´mu prˇehmatu vlivem lidske´ho faktoru a implementacˇnı´ho postupu copy-paste-
edit. U´speˇsˇneˇ zde mu˚zˇeme pouzˇı´t zpeˇtny´ch vola´nı´, ktera´ jsou v jazyku C# velmi dobrˇe
rˇesˇena. Skrze tyto u´vahy pak zı´ska´va´me vy´sledny´ prototyp optima´lnı´ho ko´du, podle
ktere´ho jsem rˇesˇil cache ve sve´m frameworku.
object GetData()
f
object data;
// Create data
data = 123;
// End of create data
return data;
g
object data = CacheMagic(GetData);
UseData(data);
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8.3 Implementace - jednoduchy´ prˇı´klad
Prˇejdeˇme tedy nejdrˇı´ve k prˇı´kladu, ve ktere´m si uka´zˇeme za´kladnı´ pouzˇitı´. Prˇedstavme
si situaci, kdy je trˇeba vsˇem na´vsˇteˇvnı´ku˚m zobrazit v rohu stra´nky aktua´lnı´ venkovnı´
teplotu prˇed jejich nejblizˇsˇı´ pobocˇkou nasˇı´ firmy (kuprˇı´kladu mu˚zˇeme provozovat letnı´
koupalisˇteˇ). V takove´ situaci obvykle nenı´ zˇa´doucı´ dotazovat se prˇi kazˇde´m pozˇadavku
na zobrazenı´ stra´nky teplomeˇru a take´ to nenı´ potrˇebne´, protozˇe teplota se s vysokou
pravdeˇpodobnostı´ nebude prudce meˇnit. Mu˚zˇeme si ji tedy po neˇjakou dobu uchovat ve
vyrovna´vacı´ pameˇti.
Prˇedpokla´dejme, zˇe pro jinou cˇa´st webove´ aplikace jizˇ ma´me nadefinovany´ enum se
seznamem pobocˇek, naprˇı´klad takto:
enum Pobocka f Praha, Londyn, Madrid g
Vzhledem k tomu, zˇe cachovacı´ podsyste´m je schopen pouzˇı´t jako klı´cˇ libovolny´
typ, ktery´ lze prˇeve´st na rˇeteˇzec pomocı´ metody ToString(), mu˚zˇeme tento enum
pobocˇek prˇı´mo vyuzˇı´t. Vytvorˇı´me tedy implementaci zdroje cachovany´ch dat, ktera´ bude
prˇeva´deˇt tento klı´cˇ na int, reprezentujı´cı´ okamzˇitou teplotu. Vytvorˇenı´ te´to nove´ trˇı´dy je
velmi jednoduche´, stacˇı´ ji odvodit od genericke´ trˇı´dy CacheItem s prˇeda´nı´m typu˚ klı´cˇe
a vy´sledku (nebo jen typu vy´sledku, pokud nenı´ prˇı´davny´ klı´cˇ potrˇebny´). Na´sledneˇ do
metody DetermineValue doplnı´me ko´d, ktery´ bychom za norma´lnı´ch okolnostı´ prova´deˇli
pro zjisˇteˇnı´ potrˇebne´ hodnoty. Tu nevracı´me, ale prˇı´mo ulozˇı´me do vlastnosti Cached-
Value.
class VenkovniTeplota : CacheItem<Pobocka, int>
f
public override void DetermineValue()
f
if (Key == Pobocka.Praha)
CachedValue = DateTime.Now.Hour;
else if (Key == Pobocka.Londyn)
CachedValue = DateTime.Now.Hour   3;
else if (Key == Pobocka.Madrid)
CachedValue = DateTime.Now.Minute;
g
g
Nynı´ je trˇeba o tuto hodnotu na vhodne´m mı´steˇ pozˇa´dat. To lze prove´st jednı´m kom-
binovany´m prˇı´kazem.
var teplotaVPraze = PoskiNET.Cache.Global.Get<VenkovniTeplota>(Pobocka.Praha).GetValue();
Kazˇda´ instance trˇı´dy odvozene´ CacheItem reprezentuje jednu konkre´tnı´ variantu
okolnostı´ definujı´cı´ mozˇnou hodnotu. V tomto jednom prˇı´kaze vidı´me vsˇechny cˇa´sti, ze
ktery´ch se unika´tnı´ klı´cˇ skla´da´. Prvnı´ je identifika´tor vyrovna´vacı´ pameˇti - ve veˇtsˇineˇ
prˇı´padu˚ nenı´ du˚vod, procˇ pouzˇı´t jinou nezˇ globa´lnı´ instanci. Druhou soucˇa´stı´ klı´cˇe je cely´
na´zev typu trˇı´dy odvozene´ od CacheItem. Trˇetı´, nepovinnou, soucˇa´stı´ je hodnota klı´cˇe
prˇedane´ho instanci. Pokud neˇkterou cˇa´st unika´tnı´ho klı´cˇe zmeˇnı´me (resp. pouzˇijeme ji-
nou), obdrzˇı´me samostatnou instanci CacheItem.
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Obra´zek 21: Trˇı´dnı´ diagram Cache
8.4 Implementace - podrobny´ pohled
Konkre´tnı´ detaily a dalsˇı´ mozˇnosti, ktere´ na´m poskytuje cachovacı´ podsyste´m, nejle´pe
objasnı´me postupny´m pru˚chodem trˇı´dnı´mi diagramy te´to cˇa´sti frameworku. Cela´ imple-
mentace je postavena na trˇech za´kladnı´ch blocı´ch:
1. trˇı´deˇ Cache, ktera´ prˇedstavuje tova´rnu instancı´ trˇı´d odvozeny´ch od CacheItem
2. abstraktnı´ trˇı´deˇ CacheItem, ktera´ poskytuje soucˇinnost prˇi urcˇova´nı´, ukla´da´nı´ a
nacˇı´ta´nı´ samotny´ch cachovany´ch dat
3. rozhranı´ ICacheProvider a jeho jednotlivy´ch implementacı´ch
8.4.1 Trˇı´da Cache
Z te´to trojice je snad nejme´neˇ zrˇetelna´ skutecˇna´ role trˇı´dy Cache. Jak je videˇt z diagramu
te´to trˇı´dy, obsahuje pouze jednu verˇejneˇ dostupnou metodu a to Get(). Tu jsme uzˇ potkali
v prˇedchozı´ sekci s prˇı´kladem a jejı´m u´kolem je vytvorˇit instanci CacheItem a na´sledneˇ
prˇedat rˇı´zenı´ prˇı´slusˇejı´cı´ implementaci ICacheProvider.
Tato trˇı´da nenı´ uzavrˇena´ a vy´voja´rˇ si od nı´ mu˚zˇe prˇı´padneˇ odvodit vlastnı´ imple-
mentaci s dodatecˇny´mi metodami pro pohodlneˇjsˇı´ pra´ci s vlastnı´mi typy polozˇek vy-
rovna´vacı´ pameˇti. Je trˇeba si ovsˇem uveˇdomit, zˇe acˇkoliv se navenek tato trˇı´da tva´rˇı´ jako
kolekce, je jejı´ implementace blizˇsˇı´ na´vrhove´mu vzoru tova´rna. Metoda Get() vytva´rˇı´ prˇi
kazˇde´m vyvola´nı´ novou instanci CacheItem, protozˇe sama si nemu˚zˇe by´t veˇdoma jizˇ ex-
istujı´cı´ch polozˇek. Tyto vytvorˇene´ vzory obdrzˇı´ implementace ICacheProvider, do jejı´zˇ
kompetence spada´ rozhodnutı´, zda do te´to instance pouze doplnı´ hodnotu, nebo ji celou
nahradı´.
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Obra´zek 22: Trˇı´dnı´ diagram CacheItem a ICacheProvider
8.4.2 Trˇı´da CacheItem
Jedinou cˇinnostı´, kterou je nutno udeˇlat, abychom prˇidali dalsˇı´ typ cachovane´ho u´daje, je
vytvorˇit novou trˇı´du odvozenı´m od genericke´ trˇı´dy CacheItem.
Tato trˇı´da obsahuje jizˇ vsˇechny potrˇebne´ cˇa´sti a je trˇeba pouze implementovat
abstraktnı´ metodu DetermineValue(). Jejı´m u´kolem pouze vyplnit hodnotu vlastnosti
CachedValue na za´kladeˇ klı´cˇe ve vlastnosti Key. Programa´tor nemu˚zˇe prˇi implementaci
ucˇinit zˇa´dny´ prˇedpoklad, ktery´ sa´m nezajistı´, mimo jine´ se to ty´ka´ take´ inicializovanosti
InvocationApplication nebo toho, zda se zrovna vyrˇizuje pozˇadavek.
Vlastnosti CacheProvider, TTL a Expired jsou virtua´lnı´ a lze je nahradit vlastnı´m
ko´dem, prˇicˇemzˇ platı´ stejne´ podmı´nky jako u DetermineValue(), tj. informace by meˇla
by´t zjisˇteˇna pouze z klı´cˇe. CacheProvider musı´ vracet objekt implementujı´cı´ rozhranı´
ICacheProvider a jeho vy´chozı´ implementace vracı´ spolecˇnou vy´chozı´ instanci InMem-
oryCacheProvider.
Vlastnosti TTL a Expired jsou spojeny. TTL je zkratkou z anglicke´ho termı´nu Time to
live a definuje dobu (v sekunda´ch) od zjisˇteˇnı´ hodnoty, po kterou je tato hodnota platna´.
Vlastnost Expired porovna´va´ aktua´lnı´ cˇas s cˇasem zjisˇteˇnı´ hodnoty (vlastnost LastModi-
fication) zvy´sˇeny´m o TTL. Pokud je trˇeba zmeˇnit implementaci vlastnosti Expired, meˇla
by tato nova´ implementace vzˇdy vracet true, pokud pu˚vodnı´ implementace vracı´ true.
Z hlediska pouzˇitı´ je nejdu˚lezˇiteˇjsˇı´ metoda GetValue(), ktera´ v prˇı´padeˇ, zˇe jesˇteˇ nebyla
hodnota zjisˇteˇna nebo uzˇ expirovala (vlastnost Expired vracı´ true) spustı´ metodu De-
termineValue() a ulozˇı´ novou hodnotu do poskytovatele cache s klı´cˇem urcˇeny´m hod-
notou vy´sledkem vola´nı´ uzavrˇene´ metody GetCacheKey(). Metoda GetCacheKey() ma´
za u´kol prˇeve´st hodnotu vlastnosti Key na typ string, prˇicˇemzˇ pokud klı´cˇ implemen-
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tuje rozhranı´ ICacheKey, pouzˇije se metoda GetCacheKey() klı´cˇe a v opacˇne´m prˇı´padeˇ se
pouzˇı´je metoda ToString().
8.4.3 Rozhranı´ ICacheProvider
Jak je videˇt z prˇedchozı´ho trˇı´dnı´ho diagramu, je to konkre´tnı´ implementace CacheItem,
ktera´ rozhoduje o tom, ktery´ z dostupny´ch poskytovatelu˚ u´lozˇne´ho prostoru bude pouzˇit.
To souvisı´ s odstı´neˇnı´m konzumace cachovany´ch dat. Konzumenta se totizˇ podrobnosti
o zpu˚sobu ulozˇenı´ cˇi aktua´lnosti dat vu˚bec nety´kajı´ a je tudı´zˇ od nich naprosto odstı´neˇn.
Prˇi implementaci vlastnı´ho poskytovatele cache musı´ programa´tor implementovat
cˇtyrˇi za´kladnı´ metody Clear(), Set(), Remove() a Get(), prˇicˇemzˇ se koncepcı´ jedna´
o specia´lnı´ druh asociativnı´ kolekce, kde klı´cˇ je typu string.
Du˚lezˇita´ vlastnost, kde se od kolekce lisˇı´ je implementace metody Get(). Ta totizˇ mu˚zˇe
osˇetrˇit nejen dostupnost prvku ve smyslu prˇı´tomnosti v kolekci, ale take´ mu˚zˇe zkontrolo-
vat, zˇe platnost dat jesˇteˇ nevyprsˇela. Pokud vra´tı´ null, je vynuceno vytvorˇenı´ nove´ in-
stance prˇı´slusˇne´ho CacheItem.
8.5 TemplateCacheItem
Cachova´nı´ vy´stupu sˇablon (mysˇleno instancı´ trˇı´dy Template) je ve frameworku
z pohledu cache pouze jednı´m mozˇny´m prˇı´padem cachova´nı´ dat. Teˇmito daty jsou in-
stance trˇı´dy TemplateOutput a je pro neˇ prˇipravena trˇı´da TemplateCacheItem specia´lneˇ
pro tento u´cˇel odvozena´ od CacheItem. Samotna´ realizace se prova´dı´ doplneˇnı´m
zpeˇtny´ch vola´nı´ do vlastnostı´ Template.ReadCache a Template.WriteCache. Jejich vola´nı´
je provedeno teˇsneˇ prˇed a teˇsneˇ za spusˇteˇnı´m instancı´ TemplateRenderer a vyzˇadujı´ de-
lega´ty s na´sledujı´ci signaturami:
public delegate void TemplateReadCacheDelegate(Template template, NameObjectCollection
data, ref TemplateOutput output);
public delegate void TemplateWriteCacheDelegate(Template template, NameObjectCollection
data, TemplateOutput output);
Jak je videˇt, obeˇ zpracova´vajı´cı´ metody majı´ k dispozici instanci Template a kolekci
prˇedany´ch dat. Specia´lnı´ osˇetrˇenı´ instance TemplateOutput u cˇtenı´ z cache umozˇnˇuje
vyuzˇı´t zrˇeteˇzenı´ delega´tu˚. Jednotlive´ metody prˇirˇazene´ do zpeˇtny´ch vola´nı´ se tedy mo-
hou omezit na rˇesˇenı´ pouze neˇktery´ch sˇablon, tj. naprˇı´klad kazˇdy´ modul si mu˚zˇe reg-
istrovat vlastnı´ metody pro cachova´nı´ sˇablon.
Na´sledujı´cı´ ko´d ukazuje pouzˇitı´ pro vytvorˇenı´ beˇzˇne´ cache sˇablon. Proti tradicˇnı´mu
prˇı´stupu je trˇeba mı´t na pameˇti, zˇe bude vzˇdy vra´cena instance TemplateCacheItem,
prˇicˇemzˇ prˇı´tomnost hodnoty lze zjistit prˇes vlastnost ValueDetermined. Implementace
TemplateCacheItem byla upravena tak, aby zabra´nila vzniku cyklu a hromadeˇnı´ instancı´
Template a NameObjectCollection. Jejı´m klı´cˇem je tedy rˇeteˇzec a jejı´ metoda GetValue()
neprova´dı´ vy´pocˇet.
Cache sˇablon tedy funguje spı´sˇe jako za´kladnı´ cache ASP.NET. Tu lze tedy
samozrˇejmeˇ pouzˇı´t mı´sto TemplateCacheItem.
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public void ReadTemplateCache(Template template, NameObjectCollection data, ref
TemplateOutput output)
f
if (template.Source == ”Test”)
f
string key = template.GetCacheKey(data);
var cacheItem = PoskiNET.Cache.Template.Get<TemplateCacheItem>(key);
if (cacheItem.ValueDetermined)
output = cacheItem.GetValue();
g
g
public void WriteTemplateCache(Template template, NameObjectCollection data, TemplateOutput
output)
f
if (template.Source == ”Test”)
f
string key = template.GetCacheKey(data);
var cacheItem = PoskiNET.Cache.Template.Get<TemplateCacheItem>(key);
cacheItem.SetAll(output, 60);
g
g
public void DoSomething()
f
Template.ReadCache += ReadTemplateCache;
Template.WriteCache += WriteTemplateCache;
Template t = new Template(”Test”);
w.Write(t .Render().Text);
g
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9 Za´veˇr
U´kolem te´to pra´ce bylo odhalit a vyrˇesˇit proble´my spojene´ s vy´robou webovy´ch prezen-
tacı´ v ASP.NET.Mezi teˇmito proble´my byla nejvy´razneˇjsˇı´ te´mata ty´kajı´cı´ se vı´cejazycˇnosti
a ukla´da´nı´ dat.
Konecˇny´m cı´lem teˇchto rˇesˇenı´ bylo vytvorˇit framework, ktery´ zvy´sˇı´ pruzˇnost vy´roby
webovy´ch prezentacı´ a za´rovenˇ umozˇnı´ pracovnı´ku˚m specializovy´m na SEO nebo HTM-
L/CSS podı´let se bez asistence programa´tora veˇtsˇı´ meˇrou na vy´robeˇ projektu.
Tento cı´l se podarˇilo splnit v plne´m rozsahu. Tı´mto byl ucˇineˇn velice du˚lezˇity´ krok
pro rozvoj firemnı´ch aktivit v oblasti vy´voje pro ASP.NET. Framework vytvorˇeny´ v ra´mci
te´to pra´ce bude nasazen prˇi vy´robeˇ komercˇnı´ch projektu˚ a bude da´le rozvı´jen na za´kladeˇ
pozˇadavku˚ vznikajı´cı´ch z teˇchto projektu˚.
Na´sledujı´cı´m krokem v rozvoji vyvinute´ho frameworku bude rozsˇı´rˇenı´ zabu-
dovane´ho administracˇnı´ho rozhranı´ ve spolupra´ci s firemnı´m specialistou na
pouzˇitelnost. Dalsˇı´ mozˇnosti rosˇı´rˇenı´ jsou zejme´na ve zvy´sˇenı´ integrace vrstvy pro per-
sistenci dat a vytva´rˇenı´ prototypovy´ch modulu˚ rˇesˇı´cı´ch nejbeˇzˇneˇjsˇı´ pozˇadavky klientu˚.
Prˇi rˇesˇenı´ jsem prˇedevsˇı´m zı´skal sˇiroky´ prˇehled o postupech a technologiı´ch
pouzˇı´vany´ch prˇi vy´robeˇ webovy´ch aplikacı´. Tyto noveˇ nabyte´ znalosti jsem vyuzˇil v praxi
jizˇ beˇhem doby psanı´ te´to diplomove´ pra´ce.
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A Prˇı´padova´ studie 1, staticky´ web
Prˇı´padove´ studie jsou vytvorˇeny formou tutoria´lu, ktery´ provede cˇtena´rˇe prakticky´m
pouzˇitı´m frameworku, a cı´lem je nabı´dnout rychla´ za´kladnı´ rˇesˇenı´, ktera´ lze rozsˇirˇovat
metodou pokus-omyl. Proto jsou psa´ny tak, aby k jejich pouzˇitı´ a pochopenı´ nebyla trˇeba
znalost struktury frameworku z prˇedchozı´ch kapitol, ani rozsa´hlejsˇı´ho teoreticke´ho pod-
kladu vy´voje a vy´roby webovy´ch aplikacı´.
Prˇedpokla´da´ se alesponˇ za´kladnı´ znalost ASP.NET WebForms (tedy klasicke´ho
stylu vytva´rˇenı´ stra´nek v ASP.NET) a znalost klı´cˇovy´ch principu˚ vrstvene´ ar-
chitektury ve vy´voji webovy´ch aplikacı´. Pro rychle´ sezna´menı´ je vhodna´ ar-
chitektura Model-View-Controller popsana´ strucˇneˇ naprˇı´klad na Wikipedii
([[http://en.wikipedia.org/wiki/Model–view–controller]]).
A.1 Proble´m te´meˇrˇ staticke´ho webu
Acˇkoliv se to mu˚zˇe zda´t zbytecˇne´, tak se v praxi ukazuje, zˇe jednou z nejcˇasteˇji
potrˇebny´ch vlastnostı´ frameworku pro webove´ aplikace je mozˇnost sˇka´lovat jej bez
za´sadneˇjsˇı´ch proble´mu dolu˚ azˇ na u´rovenˇ te´meˇrˇ staticky´ch stra´nek. Tato vlastnost by´va´
take´ jedna z nejcˇasteˇji opomı´jeny´ch.
Za´kladnı´m proble´mem je zde pra´veˇ fakt, zˇe cı´lem nenı´ u´plneˇ staticky´ web. Ten by
bylo snadne´ napsat v cˇiste´m HTML bez nutnosti se zaby´vat jaky´mkoliv frameworkem. V
teˇchto prˇı´padech pozˇadujeme alesponˇ minima´lnı´ funkcionalitu, tedy nejbeˇzˇneˇji mı´t lay-
out stra´nky (naprˇı´klad se spolecˇnou nabı´dkou odkazu˚, logem, ...) ve zvla´sˇnı´m souboru,
aby nebylo potrˇeba prˇi kazˇde´ zmeˇneˇ v te´to cˇa´sti opravovat vsˇechny stra´nky. Toto si
mu˚zˇeme velice snadno uka´zat na prˇı´kladu ze za´kladnı´ho ASP.NET. Pomensˇı´ch u´prava´ch
a smaza´nı´ C# souboru˚ na´m zu˚stane na´sledujı´cı´ ko´d:
<%@ Master Language=”C#” %>
<!DOCTYPE html PUBLIC ”ntextitf gW3CDTD XHTML 1.0 Transitional//EN” ”http://www.w3.org/
TR/xhtml1/DTD/xhtml1 transitional.dtd”>
<html xmlns=”http://www.w3.org/1999/xhtml”>
<head runat=”server”>
<title></title>
</head>
<body>
<div class=”menu”>
<a href=”/”>U´vod</a>
<a href=”/kontakt”>Kontakt</a>
</div>
<div>
<asp:ContentPlaceHolder id=”Content” runat=”server”>
</asp:ContentPlaceHolder>
</div>
</body>
</html>
<%@ Page Title=”O firmeˇ” Language=”C#” MasterPageFile=”˜/MasterPage.master” %>
<asp:Content ContentPlaceHolderID=”Content” Runat=”Server”>
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<p>Nasˇe firma byla zalozˇena...</p>
</asp:Content>
Nynı´ ovsˇem prˇicha´zı´ nejcˇasteˇjsˇı´ neprˇı´jemnost, tj. potrˇeba rozsˇı´rˇenı´ vyrobene´ho pro-
jektu o dynamicke´ prvky. Tyto zmeˇny pak mohou ve´st k za´sadnı´m komplikacı´m, neˇkdy
dokonce i k potrˇebeˇ prˇedelat cely´ projekt na jiny´ framework, ktery´ bude schopen poskyt-
nout potrˇebne´ vlastnosti. V praxi se potka´va´me nejcˇasteˇji s na´sledujı´cı´mi:
1. Search Engine Optimization - skla´da´ se prˇedevsˇı´m ze dvou du˚lezˇity´ch cˇa´stı´:
potrˇeby zmeˇnit jednotlivy´m stra´nka´m URL a propagovat doplnˇkovy´ obsah jako
trˇeba text nadpisu <h1> nebo drobecˇkove´ navigace z konkre´tnı´ho vnitrˇku stra´nky
(v tomto prˇı´kladu soubor .aspx) do obecne´ho obsahu layoutu (soubor .master).
2. Pozˇadavky typu ”vsˇechny stra´nky budou mı´t nabı´dku takto, akora´t tady bychom
to potrˇebovali trochu jinak“.
3. Doplneˇnı´ syste´mu pro spra´vu obsahu (CMS), veˇtsˇinou pro pomeˇrneˇ malou cˇa´st
cele´ho obsahu, naprˇı´klad mozˇnost prˇida´vat fotografie do pu˚vodneˇ staticke´ fotoga-
lerie.
A.2 Vytvorˇenı´ kostry
Nejcˇasteˇjsˇı´m zpu˚sobem jak zacˇı´t vytva´rˇet projekt, je pouzˇı´t prˇedprˇipravenou kostru.
V tomto prˇı´padeˇ se tomu ovsˇem vyhneme a vytvorˇı´me tuto kostru rucˇneˇ z neˇkolika
mensˇı´ch kousku˚ ko´du. Vytvorˇı´me tedy pra´zdny´ projekt typu ASP.NET Web Application,
cˇı´mzˇ zı´ska´me strukturu jako v na´sledujı´cı´ obrazovce.
Zacˇneme prˇipojenı´m PoskiNET frameworku, tedy prˇida´me k projektu referenci na
prˇı´slusˇne´ assembly a na´sledneˇ upravı´me konfiguracˇnı´ soubor Web.config tak, aby prˇi
pozˇadavku prˇedal kontrolu toku do frameworku. K tomu na´m stacˇı´ nahradit obsah
souboru na´sledujı´cı´m XML:
<?xml version=”1.0”?>
<configuration>
<system.web>
<compilation debug=”true”/>
<httpHandlers>
<add verb=”” path=”” validate=”false” type=”PoskiNET.InvocationHttpHandler,
PoskiNET”/>
</httpHandlers>
</system.web>
</configuration>
Druhy´m souborem, ktery´ se ve vy´chozı´m webove´m projektu nacha´zı´ je Default.aspx.
Tento soubor mu˚zˇe by´t prˇi urcˇı´te´m nastavenı´ Microsoft IIS smaza´n a plneˇ nahrazen
routova´nı´m frameworku, ale protozˇe se jedna´ o vy´chozı´ soubor (analogicky k index.*
u webove´ho serveru Apache), je vhodneˇjsˇı´ i toto mı´sto osˇetrˇit. o lze prove´st smaza´nı´m
C# ko´du a nahrazenı´m Default.aspx na´sledujı´cı´m ko´dem:
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<%@ Page Language=”C#” AutoEventWireup=”true” Inherits=”Test0. Default” %>
<script runat=”server”>
public void Page Load(object sender, System.EventArgs e)
f
PoskiNET.InvocationHttpHandler.HandleDefaultAspx(this);
g
</script>
Tı´m jsou vyrˇesˇeny existujı´cı´ soubory a mu˚zˇeme prˇistoupit k doplneˇnı´ inicializace
webu. Vytvorˇı´me tedy vy´chozı´ soubor Global.asax a nahradı´me jeho obsah vlastnı´
pra´zdnou trˇı´dou odvozenou od PoskiNET.InvocationHttpApplication.
namespace Pripad1
f
public class Global : PoskiNET.InvocationHttpApplication
f
g
g
Jak je videˇt, nasˇe vlastnı´ inicializace nenı´ k za´kladnı´mu fungova´nı´ potrˇeba, stacˇı´
vymeˇnit trˇı´du HttpApplication. Takto prˇipraveny´ web pouzˇı´va´ urcˇite´ vy´chozı´ nastavenı´,
ktere´ mu˚zˇeme v prˇı´padeˇ komplexneˇjsˇı´ch projektu˚ zmeˇnit, ale v souladu se za´kladnı´m
paradigmatem frameworku se snazˇı´me minimalizovat mnozˇstvı´ za´sahu˚ programa´tora.
Jsme tedy nynı´ prˇipraveni k vytvorˇenı´ prvnı´ staticke´ stra´nky.
Nastavenı´ jazyku˚ webu, jehozˇ vliv potka´me v na´sledujı´cı´ sekci, je rˇesˇeno ve vy´chozı´
implementaci metody InitializeApplicationLocales() v ra´mci trˇı´dy InvocationHttpAppli-
cation, ktere´ lze videˇt v na´sledujı´cı´ bloku ko´du.
protected virtual void InitializeApplicationLocales ()
f
Locales.Add(new Locale(”cs”, ””));
// Tento ko´d je vy´chozı´ implementace a nenı´ ji trˇeba doplnˇovat do kostry projektu.
g
A.3 Prvnı´ staticka´ stra´nka
A.3.1 Routova´nı´
Nejprve je trˇeba definovat spojenı´ mezi URL pozˇadavku a konkre´tnı´mi soubory aplikace.
Toto se prova´dı´ skrz tzv. routova´nı´, ktere´ je dnes beˇzˇny´m rˇesˇenı´m tohoto proble´mu. Pro
podrobneˇjsˇı´ informace k tomuto te´matu mu˚zˇete prˇecˇı´st prˇı´slusˇnou kapitolu te´to pra´ce,
nebo naprˇı´klad popis tradicˇneˇjsˇı´ho prˇı´stupu k routova´nı´, ktere´ je obsazˇeno ve frame-
worku ASP.NET MVC ([[http://msdn.microsoft.com/en-us/library/cc668201.aspx]]),
nebo cˇesky´ popis pro framework Nette ([[http://doc.nettephp.com/cs/routovani]]). Pro
veˇtsˇı´ srozumitelnost textu si jen prˇipomenˇme, zˇe pu˚vodnı´ anglicky´ termı´n routing je
odvozen od slova route, tedy cesta.
Ve vy´chozı´m nastavenı´ cˇte framework definice cest ze souboru
App Data/Router.xml, ktery´ vytvorˇı´me s na´sledujı´cı´m obsahem:
87
<?xml version=”1.0” encoding=”utf 8” ?>
<Router>
<SimpleRoute Id=”404” Pattern=”404” Locale=”cs”>
<RouteDirectiveTemplate Source=”Pages/404” />
</SimpleRoute>
<SimpleRoute Id=”Index” Pattern=”” TemplateSource=”Pages/flocaleg/Index” />
<SimpleRoute Pattern=”test” TemplateSource=”Pages/Test” />
<!  
<SimpleRoute Pattern=”kocka” Locale=”cs” TemplateSource=”Pages/flocaleg/Kocka” />
<SimpleRoute Pattern=”cat” Locale=”en” TemplateSource=”Pages/flocaleg/Kocka” />
  >
<SimpleRoute Id=”OFirme” Pattern=”o firme” TemplateSource=”Pages/flocaleg/OFirme” />
</Router>
Nejprve je trˇeba zmı´nit, zˇe acˇkoliv se mu˚zˇe zda´t, zˇe jde serializaci do XML, nenı´ tomu
tak. Tato syntaxe je zvolena pro snadneˇjsˇı´ prˇechod mezi definicı´ cest v XML souboru a v
C# ko´du, ale kvu˚li vnitrˇnı´mu zabezpecˇenı´ cest proti neocˇeka´vany´m vy´sledku˚m je tento
soubor zpracova´van specia´lnı´m parserem. Vı´ce o mozˇnostech rozsˇı´rˇenı´ je v kapitole o
routova´nı´.
Jak je zde videˇt, pouzˇijeme pouze jednoduche´ cesty (trˇı´da SimpleRoute), ktere´ jsou
schopny dynamicky rozpoznat a pouzˇı´t pouze jazyk pozˇadavku. Vzˇdy je vhodne´ zva´zˇit
jak komplikovane´ srovna´va´nı´ potrˇebujeme, a pokud to lze, vyhnout se vysˇsˇı´ u´rovni cest
cesta´m, naprˇı´klad cesta´m s regula´rnı´mi vy´razy.
Shora vidı´me nejdrˇı´ve povinnou cestu ke chybove´ stra´nce 404, ktera´ se pouzˇı´va´
pokud neodpovı´da´ pozˇadavku zˇa´dna´ jina´ cesta. Tady je pouzˇita rozsˇı´rˇena´ varianta s defi-
nova´nı´m direktivy RouteDirectiveTemplate. Direktivy prˇedstavujı´ sadu operacı´, ktere´ se
provedou, pokud prˇı´slusˇna´ cesta odpovı´da´ pozˇadavku. Tato direktiva nastavuje sˇablonu,
ktera´ se pouzˇije pro vytvorˇenı´ odpoveˇdi na pozˇadavek (typicky, ne vsˇak nutneˇ, HTML
ko´d). Mozˇnou alternativou je naprˇı´klad direktiva prˇesmeˇrova´nı´.
V dalsˇı´ cesteˇ vidı´me, zˇe je vzor pro srova´va´nı´ s URL pozˇadavku (XML atribut Pattern)
pra´zdny´, jde tedy o u´vodnı´ stra´nku webu s URL naprˇı´klad http://www.example.com/.
Da´le si lze vsˇimnout, zˇe tato cesta nepouzˇı´va´ explicitneˇ direktivu RouteDirectiveTem-
plate, ale za´pis pomocı´ atributu TemplateSource. Ten ma´ sice omezeneˇjsˇı´ mozˇnosti
nezˇ pouzˇitı´ direktiv, ale pro veˇtsˇı´ prˇehlednost je vhodneˇjsˇı´, nebot’ soubor Router.xml
by se meˇl pouzˇı´vat prˇedevsˇı´m pro staticke´ stra´nky. Jak bylo jizˇ zmı´neˇno vy´sˇe, Sim-
pleRoute umozˇnˇuje rozpoznat jazyk pozˇadavku, ktery´ se prˇeda´va´ jako ISO ko´d
jazyka na zacˇa´tku URL. Tato cesta by se tedy take´ uplatnila u pozˇadavku na
http://www.example.com/en/, ale pouze za prˇedpokladu, zˇe by byla anglicˇtina do-
plneˇna na´sledujı´cı´ zpu˚sobem do inicializace aplikace.
protected virtual void InitializeApplicationLocales ()
f
Locales.Add(new Locale(”cs”, ””));
Locales.Add(new Locale(”en”, ”en/”));
// pouze doplnˇkovy´ ko´d, nenı´ v tomto bodeˇ soucˇa´stı´ tutoria´lu
g
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Je trˇeba mezi parametry konstrutoru trˇı´dy Locale rozlisˇovat. Prvnı´ oznacˇuje jazyk po-
dle dvoupı´smenne´ normy ISO a jı´m je na´sledneˇ prˇi vyhodnocenı´ nahrazen parametr lo-
cale v TemplateSource (a dalsˇı´ cˇinnosti). Druhy´ je pak prefix URL a pouzˇı´va´ se vy´hradneˇ
prˇi routova´nı´. Lze tedy naprˇı´klad definici jazyku˚ prohodit a udeˇlat tı´m z anglicˇtiny
vy´chozı´ jazyk webu.
Trˇetı´ cesta nema´ explicitneˇ uveden identifika´tor, bez ktere´ho ovsˇem nemu˚zˇe by´t defi-
nova´na. Je jı´ proto prˇideˇlen a na takto definovanou cestu nenı´ vhodne´ se odkazovat.
Tato cesta je za´rovenˇ zvla´sˇtnı´ tı´m, zˇe platı´ pro vsˇechny jazyky, ale v vzˇdy pouzˇije stej-
nou sˇablonu. Tento postup je z prakticke´ho hlediska vy´hodneˇjsˇı´, jak se uka´zˇe pozdeˇji prˇi
pouzˇitı´ pokrocˇilejsˇı´ch sˇablon.
Cesty cˇtyrˇi a peˇt jsou uvedeny pro celkovy´ prˇehled, ale momenta´lneˇ ma´me v aplikaci
definovany´ pouze jeden jazyk, vy´chozı´ cˇesˇtinu, takzˇe definice cesty cˇı´slo peˇt by vyvolala
vy´jimku. Nakonec je jesˇteˇ prˇı´da´na dalsˇı´ cesta, kterou vyuzˇijeme pozdeˇji.
Tı´m jsou prˇipraveny za´kladnı´ cesty a mu˚zˇeme pokrocˇit k prˇı´praveˇ sˇablon.
A.3.2 Sˇablona
Abychom meˇli stra´nku kam umist’ovat, je trˇeba vytvorˇit vy´chozı´ adresa´rˇe, ve ktery´ch
framework hleda´ sˇablony. Je tedy trˇeba vytvorˇit v projektu strom adresa´rˇovou cestu Tem-
plates/Pages/cs/. Pro doplneˇnı´ je vhodne´ si prˇipravit i vy´chozı´ adresa´rˇe pro kaska´dovy´
styl a javascripty: css/ a js/. Dı´ky podtrzˇı´tku na zacˇa´tku na´zvu teˇchto adresa´rˇu˚ se rˇadı´
ve vy´pisu nahorˇe, tedymimo soubory, ktere´ framework prˇı´mo vyuzˇı´va´. Vsˇechny soubory
jejichzˇ cesta zacˇı´na´ podtrzˇı´tkem jsou navı´c servı´rova´ny prˇı´mo z disku, bez zpracova´nı´.
Vytva´rˇenı´ sˇablon si pro veˇtsˇı´ prˇehlednost mu˚zˇeme rozcˇlenit do trˇı´ cˇa´stı´ - prˇı´davne´
soubory, spolecˇne´ sˇablony a sˇablony konkre´tnı´ch stra´nek.
Prˇı´davny´mi soubory se v tomto kontextu myslı´ kaska´dove´ styly, javascripty, obra´zky,
videa a dalsˇı´. Jak je uvedeno vy´sˇe, tyto stacˇı´ umı´stit do vhodny´ch adresa´rˇu˚ a azˇ
na vy´jimky se jimi framework da´le nezaby´va´. Jednou z teˇchto vy´jimek je soubor
kaska´dove´ho stylu css/main.css, ktery´ je automaticky detekova´n a vkla´da´n do vsˇech
stra´nek mimo administraci. Je tedy vhodne´ jej nynı´ vytvorˇit, trˇeba i pra´zdny´.
Spolecˇne´ sˇablony, ktere´ je trˇeba vytvorˇit pro kazˇdy´ web zvla´sˇt’ rucˇneˇ jsou Pages/404
a Layout. Pages/404 se chova´ stejneˇ jako jaka´koliv jina´ staticka´ stra´nka, jenom je
vyzˇadova´na pro korektnı´ funkcˇnost routova´nı´. Layout je stra´nka, ktera´ je analogicka´ k
master stra´nka´m z ASP.NET WebForms. Je zde ovsˇem mı´rny´ rozdı´l v tom, zˇe frame-
work umozˇnˇuje vkla´dat jenom jeden vnitrˇnı´ obsah - sˇablonu s identifika´torem Main - a
to na´hradou za text <PoskiNET:MainTemplate />. Pro zacˇa´tek si tedy mu˚zˇeme vyrobit
za´kladnı´ Layout.html s na´sledujı´cı´m obsahem:
<div id=”lead”>
<div id=”logo”>
<h1><a href=”/”><span class=”text”>priklad1</span><span title=”Na´vrat na u´vodnı´
stra´nku”></span></a></h1>
</div> <!   #logo   >
<div class=”top”>
<ul>
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<li><a href=”/”><span>Home</span></a></li>
<li><a href=”/o firme”><span>O firmeˇ</span></a></li>
</ul>
<div class=”clearing”></div>
</div>
<div class=”mainCol”>
<PoskiNET:MainTemplate />
<div class=”clearing”></div>
</div>
<div class=”rightCol”>
<h3 class=”grey”>Rychly´ kontakt</h3>
</div>
<div class=”clearing”></div>
<div class=”footer”>
<a href=”http ://www.poski.com/” onclick=”return !window.open(this.href)”>Webdesign Poski.
com</a> 2010
</div>
</div> <!   #lead   >
A konecˇneˇ sˇablona u´vodnı´ stra´nky, kterou si mu˚zˇeme naplnit libovolny´m HTML
ko´dem, naprˇı´klad
<h2>Prˇı´pad 1</h2>
<p>
Lorem ipsum dolor sit amet, consectetur adipisici elit , <a href=””>sed eiusmod</a> ut labore
et dolore magna aliqua.
Ut enim ad minim veniam, exercitation ullamco laboris nisi ut aliquid ex ea commodi
consequat
onsectetur <a href=””>adipisici elit </a> ad minim veniam. Lorem ipsum dolor sit amet,
consectetur adipisici elit , sed emod
ut labore et dolore magna aliqua. Ut enim ad minim veniam, exercitation.
</p>
Tı´m jsme dokoncˇili za´kladnı´ funkcˇnı´ web se statickou stra´nkou. Pro rekapitulaci jesˇteˇ
vy´sledny´ strom projektu.
A.4 Titulky stra´nek
Takto vytvorˇeny´ web je sice funkcˇnı´, ale jizˇ na prvnı´ pohled mu chybı´ cosi du˚lezˇite´ho,
prˇesneˇji titulky stra´nek. Ty jsou ve frameworku tvorˇeny ze trˇı´ cˇa´stı´ - titulku stra´nky,
oddeˇlovacˇe a titulku webu. Vsˇechny tyto rˇeteˇzce, vcˇetneˇ forma´tu a porˇadı´ lze zmeˇnit,
ale dnes je nejcˇasteˇji pouzˇı´vany´ prˇiblizˇneˇ tento forma´t ”O firmeˇ - Prˇı´pad 1“ a framework
jej pouzˇı´va´ jako vy´chozı´.
Pro nastavova´nı´ titulku˚ staticky´ch stra´nek se vyuzˇı´vajı´ prˇekladove´ soubory, zacˇneme
proto nakopı´rova´nı´m za´kladnı´ho stromu adresa´rˇe Translations/. Tento krok je nepovinny´
a lze vynechat, ale pozdeˇji mu˚zˇeme postra´dat neˇktere´ texty, ktere´ jsou jizˇ prˇelozˇeny.
Na´sledneˇ doplnı´me obsah souboru popisujı´cı´ho metainformace stra´nek, pro cˇesky´ jazyk
se jedna´ o soubor Translations/cs/Meta.xml.
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<?xml version=”1.0” encoding=”utf 8” ?>
<namespaces>
<namespace key=”/Meta/”>
<namespace key=”Index/”>
<message key=”Title” value=”U´vodnı´ stra´nka” />
<message key=”Url” value=”” />
<message key=”Keywords” value=”klı´cˇove´, slovo” />
<message key=”Description” value=”toto je popis u´vodnı´ stra´nky” />
</namespace>
<namespace key=”OFirme/”>
<message key=”Title” value=”O firmeˇ” />
<message key=”Url” value=”o firme” />
<message key=”Breadcrumb0” value=”” />
<message key=”Breadcrumb1” value=”Index” />
<message key=”Breadcrumb2Text” value=”Seznam.cz” />
<message key=”Breadcrumb2Url” value=”http://odkazy.seznam.cz/Pocitace a 
internet/Software/” />
</namespace>
</namespace>
</namespaces>
Obsah tohoto souboru je du˚lezˇity´ a proto jej projdeme podrobneˇji. Strukturou se jedna´
o prˇekladovy´ soubor, ktera´ je popsa´na v kapitole o lokalizaci. Pro u´cˇely tohoto prˇı´padu si
jen stacˇı´ uveˇdomit, zˇe jsou zde definova´ny metainformace pro dveˇ cesty (viz. routova´nı´
vy´sˇe v te´to kapitole), ktere´ jsme nadefinovali drˇı´ve.
Z hlediska SEO je nejdu˚lezˇiteˇjsˇı´ rˇa´dek, ktery´ definuje titulek stra´nky. Klı´cˇovy´mi slovy
a popisem stra´nky se dnes spı´sˇe nezˇ vyhleda´vacı´ stroje rˇı´dı´ programy pro zrakoveˇ
postizˇene´.
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B Prˇı´padova´ studie 2, netradicˇnı´ vy´stup
B.1 U´vod do proble´mu
Jeden z nasˇich vy´znamneˇjsˇı´ch klientu na webu (postavene´m na firemnı´m PHP frame-
worku) vystavuje katalog svy´ch prˇiblizˇneˇ trˇı´ set vy´robku˚ vcˇetneˇ velke´ho mnozˇstvı´ fo-
tografiı´. Klient ma´ k dispozici pouze propagacˇnı´ fotografie urcˇene´ k tisku, tedy takove´,
ktere´ svy´mi rozmeˇry prˇesahujı´ u´nosnoumez pro pouzˇitı´ na webu a take´ velikost souboru˚
nebyla zanedbatelna´.
Du˚sledkem toho bylo, zˇe spra´va teˇchto fotografiı´ prˇes webove´ administracˇnı´ rozhranı´
byla nesnadna´ a zdlouhava´, nebot’ bylo potrˇeba fotografii prˇed nahra´nı´m naweb nejdrˇı´ve
rucˇneˇ zmensˇit. V opacˇne´m prˇı´padeˇ se web pokusil fotografii zmensˇit sa´m a nahra´va´nı´
zhavarovalo na limitu dostupne´ pameˇti (bezpecˇnostnı´ opatrˇenı´ v ra´mci PHP). Po nahra´nı´
zmensˇene´ verze byl uzˇ web schopen vytvorˇit si dalsˇı´ potrˇebne´ zmensˇeniny pro na´hledy
sa´m.
Prˇipravili jsme proto specia´lnı´ aplikaci, ktera´ v neˇkolika jednoduchy´ch krocı´ch
umozˇnˇuje zvolit z roletky produkt na webu a z disku tiskovou fotografii a sama ji pak
nahraje na web v prˇijatelne´ velikosti. Zmensˇova´nı´ tedy probı´ha´ na desktopove´m pocˇı´tacˇi
s dostatkem pameˇti a na´sˇ klient nenı´ zateˇzˇova´n zdlouhavou a nudnou manipulacı´ s
obra´zky.
Nahra´vacı´ aplikace byla vytvorˇena v C# a pro svizˇnost pra´ce jsme pouzˇili WinForms.
Brzy ovsˇem vyvstala ota´zka komunikacˇnı´ho forma´tu. Potrˇebovali jsme neˇjaky´ forma´t,
ktery´ by prˇedevsˇı´m mohla pouzˇı´t i prezentace napsana´ v PHP, anizˇ bychommuseli deˇlat
rozsa´hlejsˇı´ u´pravy. Nakonec byl zvolen kompromis mezi cestou nejmensˇı´ho odporu a
potencia´lem pro budoucı´ rozsˇı´rˇenı´ - pozˇadavky budou posı´la´ny jako parametry v URL
a odpoveˇdi budou objekty serializovane´ pomocı´ JSON. Dı´ky tomu meˇla implementace
serverove´ cˇa´sti jen neˇco prˇes 100 rˇa´dku˚.
Na tomto prˇı´padu si uka´zˇeme cˇa´stecˇnou reimplementaci serverove´ho rˇesˇenı´ pomocı´
frameworku vytvorˇene´ho v ra´mci te´to pra´ce. Pro odlehcˇenı´ za´vislostı´ projektu bude
mı´sto specializovane´ knihovny pouzˇita JSON serializace pomocı´ trˇı´d za´kladnı´ knihovny
dostupne´ v prostrˇedı´ .NET [13].
B.2 Rˇesˇenı´
Rˇesˇenı´ stavı´ na za´kladech z prvnı´ prˇı´padove´ studie a pro lepsˇı´ pochopenı´ by si ji meˇl
cˇtena´rˇ nejprve projı´t.
Na konci tohoto prˇı´padu budeme mı´t prˇipravenou stra´nku, ktera´ bude poskytovat
rozhranı´ pro zı´ska´nı´ seznamu aktua´lnı´ch produktu˚ ve forma´tu JSON.
B.2.1 Za´klad
Abychom nastavili stejne´ podmı´nky jako v pu˚vodnı´m proble´mu, mu˚zˇeme vyjı´t ze stat-
icke´ prezentace, ktera´ byla vytvorˇena v ra´mci prvnı´ prˇı´padove´ studie. Pokud bychom ale
chteˇli vytvorˇit novy´ web jen pro tento proble´m, potrˇebujeme prˇipravit alesponˇ za´kladnı´
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minimum pro pouzˇitı´ frameworku. Je tedy trˇeba prˇidat assembly PoskiNET do referencı´
a vytvorˇit soubory Web.config, Default.aspx a Global.asax s obsahem dle textu v prvnı´
prˇı´padove´ studii.
B.2.2 Prˇı´prava modelu
Pro tento prˇı´pad na´m postacˇuje jednoduchy´ model pro informacˇnı´ za´znam o produktu.
Optima´lneˇ bychom pak mohli mı´t tento model ve zvla´sˇtnı´ knihovneˇ, sdı´lene´ webovou
aplikacı´ a desktopovou aplikacı´ na nahra´va´nı´ fotografiı´.
public class MiniProdukt
f
public int Id f get; set; g
public string Nazev f get; set; g
g
B.2.3 Vytvorˇenı´ vyvola´nı´
B.2.3.1 Trocha teorie Protozˇe vyvola´nı´ nebyla zmı´neˇna v prvnı´ prˇı´padove´ studii, je
trˇeba si alesponˇ trochu prˇedstavit koncept vyvola´nı´.
Zjednodusˇeneˇ vyvola´nı´ prˇedstavuje analogii controlleru s jednou akcı´ v na´vrhove´m
vzoru MVC a pro u´cˇely tohoto prˇı´padu funguje velmi podobneˇ jako ve frameworku
ASP.NET MVC. Stejneˇ jako controller, je i vyvola´nı´ zavola´no po dokoncˇenı´ routova´nı´.
Rozdı´lem v tomto frameworku ale je, zˇe vyvola´nı´ se nemusı´ aktivneˇ podı´let na urcˇenı´
vy´stupu pro uzˇivatele.
Kazˇda´ trˇı´da vyvola´nı´ definuje 3+3 slozˇky. Prvnı´ trojice prˇedstavuje trˇı´dy, jejichzˇ
instance budou vstupem (Parameters), vy´stupem (Results) a mezistupnˇem (State) prˇi
prova´deˇnı´ cˇinnosti. Druha´ trojice jsou implementace trˇı´stupnˇove´ cˇinnosti vyvola´nı´. Jsou
to prˇı´prava (Prepare), oveˇrˇenı´ dostupnosti (Check) a samotne´ provedenı´ (Execute).
B.2.3.2 Implementace Nejdrˇı´ve vytvorˇı´me prvnı´ trojici. V dobeˇ implementace
rozsˇı´rˇenı´ webove´ aplikace jizˇ existuje seznam domluveny´ch hodnot a jejich typu˚ na
vstupu i na vy´stupu. Proto si nadefinujeme trˇı´dy vstupnı´ch parametru˚ a vy´stupnı´ch
vy´sledku˚ podle te´to domluvy.
// Pozna´mka: pole te´to trˇı´dy budou prˇirˇazena z parametru˚ v HTTP pozˇadavku
public class SeznamMiniProduktuInvocationParameters : InvocationParametersBase
f
public string heslo;
g
public class SeznamMiniProduktuInvocationResult : InvocationResultBase
f
public string signatura = ”api.SKRYTO.cz”;
public string verze = ”1.0”;
public string kod = ”chyba”;
public List<MiniProdukt> seznamProduktu = new List<MiniProdukt>();
g
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Na´sledneˇ vytvorˇı´me trˇı´du samotne´ho vyvola´nı´ s uvedenı´m pouzˇitı´ch trˇı´d pro Param-
eters, Result a State. Zde je videˇt, zˇe jsme pouzˇili vlastnı´ jenom vstup a vy´stup, jako
mezistupenˇ bude pouzˇita (pra´zdna´) vy´chozı´ trˇı´da InvocationStateBase.
Do te´to trˇı´dy doplnı´me implementaci druhe´ trojice. Prˇı´pravu zˇa´dnou nepotrˇebujeme,
ale abychom mohli vyvola´nı´ u´speˇsˇneˇ vyvolat, musı´me vyvola´nı´ povolit implementacı´
metody s atributem InvocationCheck, pra´zdny´m seznamem parametru˚ a na´vratovou
hodnotou typu InvocationCheckStatus tak, jak je uvedena v ko´du.
Nejslozˇiteˇjsˇı´ cˇa´st je metoda s atributem InvocationExecute, ktera´ nejdrˇı´ve oveˇrˇı´ plat-
nost hesla a pak doplnı´ data do vy´sledku. K tomu jsou pouzˇity vlastnosti Parameters a
Result, jejichzˇ typy jsou da´ny definicı´ trˇı´dy.
public class SeznamMiniProduktuInvocation
: Invocation<SeznamMiniProduktuInvocationParameters,
SeznamMiniProduktuInvocationResult, InvocationStateBase>
f
[ InvocationCheck]
public InvocationCheckStatus CheckInvocation()
f
return InvocationCheckStatus.Enabled;
g
[ InvocationExecute]
public void ExecuteInvocation()
f
if (Parameters.heslo != ”tajne” )
return;
// produkty jsou vymyslene a s nicim nesouvisi
Result.seznamProduktu.Add(new MiniProdukt() f Id = 1, Nazev = ”Houpaci konik” g);
Result.seznamProduktu.Add(new MiniProdukt() f Id = 2, Nazev = ”Kacenka” g);
Result.seznamProduktu.Add(new MiniProdukt() f Id = 3, Nazev = ”Pexeso” g);
Result.seznamProduktu.Add(new MiniProdukt() f Id = 4, Nazev = ”Elektricky vlacek” g);
Result.kod = ”ok”;
g
g
B.2.4 Vytvorˇenı´ nove´ho potomka View
B.2.4.1 Trocha teorie Ma´me tedy samotny´ vy´konny´ ko´d, ale ted’ je potrˇeba vy´sledek
zforma´tovat na vy´stup. Vy´chozı´ trˇı´du pro vy´stup (TemplateView) uzˇ jsme videˇli v praxi
v prˇedchozı´ prˇı´padove´ studii.
Nynı´ potrˇebujeme vlastnı´ trˇı´du, ktera´ vezme vy´sledek vytvorˇeny´ vyvola´nı´m a do
HTTP odpoveˇdi jej zapı´sˇe serializovany´ jako JSON. To je vcelku jednoduche´ jde pouze
o implementova´nı´ jedne´ metody abstraktnı´ trˇı´dy View.
B.2.4.2 Implementace Dı´ky knihovnı´ trˇı´deˇ System.Web.Script.Serialization.JavaScriptSerializer
mu˚zˇeme serializovat jaky´koliv objekt do JSON. Rˇesˇenı´ je tedy prˇı´mocˇare´ - serializu-
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jeme prˇı´mo vy´sledek aktua´lnı´ho vyvola´nı´, ktery´ je dostupny´ prˇes InvocationCon-
text.Current.Invocation.ResultI.
public class JsonView : View
f
public JsonView()
f
g
public override void Render(Stream stream)
f
if (InvocationContext.Current.Invocation != null)
f
System.Web.Script.Serialization.JavaScriptSerializer oSerializer = new System.Web.
Script.Serialization.JavaScriptSerializer();
string sJson = oSerializer . Serialize (InvocationContext.Current.Invocation.ResultI) ;
byte[] bJson = Encoding.UTF8.GetBytes(sJson);
stream.Write(bJson, 0, bJson.Length);
g
g
g
B.2.5 Doplneˇnı´ routova´nı´
Vsˇechny vytvorˇene´ cˇa´sti nakonec spojı´me do dalsˇı´ho routovacı´ho pravidla, ktere´
zapı´sˇeme do metody InitializeApplicationRouter() v souboru Global.asax.
Vyjdeme ze za´pisu routovacı´ch pravidel v XML souboru.
// new SimpleRoute(id, url)
InvocationApplication.Router.Routes.Add(new SimpleRoute(”SeznamMiniProduktu”, ”
SeznamMiniProduktu”)
f
g) ;
A tento za´pis rozsˇı´rˇı´me o nastavenı´ dvou tova´ren - jednu pro nasˇe vyvola´nı´ a druhou
pro na´sˇ JSON forma´tovacˇ vy´stupu.
InvocationApplication.Router.Routes.Add(new SimpleRoute(”SeznamMiniProduktu”, ”
SeznamMiniProduktu”)
f
InvocationFactory = new InvocationFactory<SeznamMiniProduktuInvocation>()
ViewFactory = new CallbackViewFactory(delegate() f return new JsonView(); g),
g) ;
B.2.6 Vy´sledek
Po spusˇteˇnı´ projektu a zobrazenı´ URL http://localhost:6602/SeznamMiniProduktu?heslo=tajne
pak uvidı´me prˇipraveny´ vy´stup ve forma´tu JSON.
96
Obra´zek 25: Snı´mek obrazovky s vy´sledny´m vy´stupem
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C Prˇı´padova´ studie 3, prezentace s CMS
C.1 Zada´nı´
Cı´lem trˇetı´ prˇı´padova´ studie je popsat postup znovuvytvorˇenı´ firemnı´ho projektu it-
poradenstvi.cz v prostrˇedı´ .NET. Jelikozˇ se jedna´ o prezentaci firmy zaby´vajı´cı´ se vy´robou
webovy´ch stra´nek, byl zvolen kompromis mezi vytva´rˇenı´m obsahu prˇı´my´m za´pisem
HTML a pouzˇitı´m CMS. CMS je tedy pouzˇit pro spra´vu novinek (a jine´ho cˇasteˇji
obmeˇnˇovane´ho obsahu) a stra´nky, ktere´ jsou pro prezentaci klı´cˇove´ jsou zapsa´ny rucˇneˇ a
pro snadneˇjsˇı´ u´pravu rozdeˇleny po sekcı´ch do samostatny´ch souboru˚.
Prezentace k tomuto obsahuje jesˇteˇ formula´rˇ pro kontaktova´nı´ a prˇihla´sˇenı´ se na
semina´rˇ, takzˇe v tomto prˇı´padu uvidı´me i praktickou uka´zku rucˇnı´ho vytva´rˇenı´ sˇablon
pro formula´rˇe.
C.2 Kroky implementace
Pro vyrˇesˇenı´ tohoto zada´nı´ bude trˇeba prove´st na´sledujı´cı´ kroky:
1. Prˇı´prava kostry aplikace.
2. Vytvorˇenı´ za´kladnı´ch sˇablon a staticky´ch stra´nek.
3. Vytvorˇenı´ formula´rˇe a jeho sˇablony.
4. Prˇı´prava databa´ze.
5. Prˇida´nı´ entity a modulu uzˇivatel.
6. Vytvorˇenı´ entity novinky.
7. Vytvorˇenı´ modulu novinky.
8. Vytvorˇenı´ modelu a sˇablon pro zobrazova´nı´ novinek.
Kvu˚li velke´mu rozsahu zdrojove´ho ko´du budou popsa´ny pouze vy´znamne´ a
zajı´mave´ cˇa´sti, a proto je doporucˇeno studovat tento prˇı´pad spolecˇneˇ s jizˇ prˇipraveny´m
prˇilozˇeny´m ko´dem.
C.3 Implementace
C.3.1 Prˇı´prava kostry aplikace
Stejna´ jako v prˇedchozı´ch dvou prˇı´padech.
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C.3.2 Vytvorˇenı´ za´kladnı´ch sˇablon a staticky´ch stra´nek
Zde je mozˇne´ pouzˇı´t velmi podobny´ postup jako v prvnı´ prˇı´padove´ studiı´. Je zde ovsˇem
jedna zajı´mava´ vlastnost sˇablonovacı´ho podsyste´mu, kterou je vhodne´ vyzdvihout a to
post-processing. Pokud ma´ sˇablona textovy´ vy´stup, je po sve´m vykreslenı´ jesˇteˇ zpra-
cova´na a mu˚zˇe obsahovat doplnˇujı´cı´ instrukce.
Naprˇı´klad stra´nka popisujı´cı´ e-learning je rozdeˇlena na neˇkolik vlastnı´ch sekcı´, kazˇda´
z nich v samostatne´m souboru. Toto rozdeˇlenı´ ale neprˇina´sˇı´ nic z hlediska aplikace, ale jen
zprˇı´jemnˇuje pra´ci HTML kode´rovi. Pokud by ovsˇem musel ke vkla´da´nı´ sˇablon pouzˇı´vat
C# ko´d, tak si spı´sˇe pra´ci zkomplikuje.
Proto jsou doplnˇujı´cı´ instrukce zapsa´ny pomocı´ me´neˇ pouzˇı´vane´ho, ale validnı´ho,
HTML elementu q. Na´sledujı´cı´ HTML ko´d je jediny´m obsahem sˇablony Pages/e-
learning.html. Du˚lezˇite´ je, zˇe vsˇechny sˇablony vlozˇene´ tı´mto zpu˚sbem procha´zejı´ opeˇt
cely´m cyklem vykreslenı´, tj. zatı´mco prvnı´ 7 sˇablon jsou .html soubory, tak sˇablona Prih-
laska je .ascx soubor, tj. s dynamicky´m obsahem.
<q class=”Template”>Pages/e learning/uvodni text</q>
<q class=”Template”>Pages/e learning/vhodne pro</q>
<q class=”Template”>Pages/e learning/proc</q>
<q class=”Template”>Pages/e learning/narocnost</q>
<q class=”Template”>Pages/e learning/prinosy</q>
<q class=”Template”>Pages/e learning/fakta</q>
<q class=”Template”>Pages/e learning/kdy</q>
<q class=”Template”>Prihlaska</q>
C.3.3 Vytvorˇenı´ formula´rˇe a jeho sˇablony
Pro na´zornost budou uka´zky formula´rˇe zkra´ceny jen na jedno pole k vyplneˇnı´, jme´no.
Jak bylo zmı´neˇno v prˇedchozı´ sekci, formula´rˇ prˇihla´sˇek je rˇesˇen souborem Tem-
plates/Prihlaska.ascx. Do neˇj doplnı´me ko´d podle uka´zek v kapitole o formula´rˇı´ch:
<%@ Control Language=”C#” AutoEventWireup=”false” Inherits=”PoskiNET.UserControl” %>
<%
Form form = new Form(”Prihlaska”);
form.GroupMain.Add(new FormElementText(”jmeno”, ”Jme´no objednatele”)).Validators.Add(new
FormValidatorRequired());
form.AddSubmit();
if (form.Validate () )
f
w.Write(”<strong>Formula´rˇ odesla´n.</strong>”);
form.ShouldRender = false;
g
if (form.ShouldRender)
w.Write(form.Render());
%>
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Du˚lezˇita´ informace je pro na´s identifika´tor formula´rˇe prˇedany´ v konstruktoru trˇı´dy
Form. Prˇida´nı´m ”Form“ k tomuto identifika´toru zı´ska´me na´zev sˇablony, ktera´ pokud je
nalezena, tak se pouzˇije k vykreslenı´ formula´rˇe mı´sto implementace v metoda´ch.
Vytvorˇı´me tedy soubor Templates/PrihlaskaForm.ascx, do ktere´ho doplnı´me HTML
ko´d prˇipraveny´ HTML kode´rem na za´kladeˇ graficke´ho na´vrhu. V tomto HTML ko´du
nynı´ nahradı´me neˇktere´ staticke´ cˇa´sti pouzˇitı´m metody RenderPart() ru˚zny´ch elementu˚
ve formula´rˇi podle na´sledujı´cı´ho klı´cˇe.
// <form action=”” method=”post”><div>
Data.Get<Form>(”form”).RenderPart(FormRenderParts.ContainerBegin)
// </form>
Data.Get<Form>(”form”).RenderPart(FormRenderParts.ContainerEnd)
// <label for=”jmeno”>
Data.Get<Form>(”form”).Find(”jmeno”).RenderPart(FormRenderParts.Label)
// <input type=”text” name=”jmeno” id=”jmeno” />
Data.Get<Form>(”form”).Find(”jmeno”).RenderPart(FormRenderParts.ElementContent)
Data.Get<Form>(”form”).Find(”jmeno”).RenderPart(FormRenderParts.Errors)
C.3.4 Prˇı´prava databa´ze
Nejdrˇı´ve je trˇeba do projektu prˇidat novy´ soubor typu ”SQL Server Database“, idea´lneˇ do
adresa´rˇe App Data/. Tento soubor na´sledneˇ ozna´mı´me Castle.ActiveRecord jako mı´sto
pro persistenci dat.
Na´sledujı´cı´ konfigurace je urcˇena pro SQL Server 2008 Express. V prˇı´padeˇ jine´ho
databa´zove´ho stroje je trˇeba zmeˇnit parametry connection.driver class, dialect a nejspı´sˇe
take´ connection.connection string.Mozˇna´ nastavenı´ jsou dostupna´ v online dokumentaci
Castle.ActiveRecord a NHibernate.
<configuration>
<configSections>
<section name=”activerecord” type=”Castle.ActiveRecord.Framework.Config.
ActiveRecordSectionHandler, Castle.ActiveRecord”/>
</configSections>
<activerecord isWeb=”true”>
<config>
<add key=”connection.provider” value=”NHibernate.Connection.
DriverConnectionProvider”/>
<add key=”proxyfactory.factory class” value=”NHibernate.ByteCode.Castle.
ProxyFactoryFactory, NHibernate.ByteCode.Castle”/>
<add key=”connection.driver class” value=”NHibernate.Driver.SqlClientDriver” />
<add key=”dialect” value=”NHibernate.Dialect.MsSql2008Dialect” />
<add key=”connection.connection string” value=”Data Source=.nSQLEXPRESS;
AttachDbFilename=jDataDirectoryjPripad3.mdf;Integrated Security=True;User
Instance=True” />
</config>
</activerecord>
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<system.web>
<httpModules>
<add name=”ar.sessionscope” type=”Castle.ActiveRecord.Framework.
SessionScopeWebModule, Castle.ActiveRecord” />
</httpModules>
</system.web>
C.3.5 Prˇida´nı´ entity a modulu uzˇivatel
Modul pro uzˇivatele - administra´tory webu je jizˇ prˇipraven i s prˇı´slusˇnou entitou. Stacˇı´
vytvorˇit trˇı´du UserEntity s atributem ActiveRecord a tuto trˇı´du spolecˇneˇ s modulem
zaregistrovat v Global.asax.
// Entities /UserEntity.cs
[ActiveRecord]
public class UserEntity : UserEntityBase<UserEntity>
f
g
// Global.asax.cs
public override void InitializeApplicationEntities ()
f
Persistence.RegisterEntityType(typeof(UserEntity));
// Persistence.CreateSchema();
g
public override void InitializeApplicationModules ()
f
InvocationApplication.Modules.RegisterModule(new UserModule());
g
Kdykoliv bude programa´tor potrˇebovat regenerova´nı´ tabulek v databa´zi, stacˇı´ od-
komentovat vola´nı´ Persistence.CreateSchema(). Regenerova´ny budou pouze tabulky
entitnı´ch typu˚, ktere´ byly do vyvola´nı´ zaregistrova´ny, takzˇe vhodny´m docˇasny´m
prˇeusporˇa´da´nı´m prˇı´kazu˚ lze omezit regenerova´nı´ jen na neˇktere´ tabulky.
Po dokoncˇenı´ tohoto kroku bude jizˇ mozˇne´ se prˇihla´sit do administrace,
ktera´ je dostupna´ na adrese /admin/ relativneˇ k URL projektu, tj. naprˇı´klad
http://localhost:6603/admin/.
C.3.6 Vytvorˇenı´ entity novinky
Postup vytvorˇenı´ trˇı´dy pro entitu je popsa´n v dokumentaci projektu Castle.ActiveRecord
a na tomtomı´steˇ si pouze uka´zˇeme formou trˇı´dnı´ho diagramu vlastnostı´, ktere´ pouzˇijeme
na´sledneˇ v sˇabloneˇ pro zobrazenı´.
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Obra´zek 26: Trˇı´dnı´ diagram NewsEntity a NewsModule
C.3.7 Vytvorˇenı´ modulu novinky
Dı´ky tomu, zˇe framework jizˇ obsahuje za´kladnı´ trˇı´du pro modul s CRUD administracı´,
tak na´m pro zacˇa´tek stacˇı´ z te´to trˇı´dy odvodit vlastnı´ trˇı´du.
Tı´m jsme vyrˇesˇili administraci a vyvola´nı´ v ra´mci CrudAdministrationModule se
postarajı´ o za´kladnı´ operace s pouzˇitı´m vy´chozı´ho nastavenı´. Na na´s ale zby´va´ jesˇteˇ im-
plementace jednoho vyvola´nı´ slouzˇı´cı´ho pro zobrazenı´ detailu novinky.
Nejprve tedy potrˇebujeme vytvorˇit trˇı´du vyvola´nı´, ktera´ bude slouzˇit k nacˇı´ta´nı´
za´znamu, a na´sledneˇ prˇidat tova´rnu na toto vyvola´nı´ do modulu.
Komentovany´ zdrojovy´ ko´d se nacha´zı´ na CD prˇı´loze v souborech Modules/News-
Module.cs a Invocations/NewsDetailInvocation.cs, sˇablona zobrazenı´ detailu novinky je
v souboru Templates/News/Detail.ascx.
C.3.8 Vytvorˇenı´ modelu a sˇablon pro zobrazova´nı´ novinek
Podle graficke´ho na´vrhu se na´m ma´ na kazˇde´ stra´nce zobrazovat poslednı´ novinka s
se svy´mi atributy datum, nadpis, shrnutı´ a s odkazem na zobrazenı´ detailu. Proto si
navrhmene samostatnou sˇablonu Novinky, kterou na´sledneˇ vlozˇı´me na vhodne´ mı´sto
do sˇablony Layout a sˇablony u´vodnı´ stra´nky, ktera´ Layout nevyuzˇı´va´.
C.3.8.1 Model V te´to sˇabloneˇ budeme potrˇebovat zmı´neˇnou poslednı´ novinku
nejdrˇı´ve nacˇı´st z databa´ze. Abychom tuto logiku nevkla´dali prˇı´mo do sˇablony, tak si
prˇipravı´me kra´tkou trˇı´du modelu a nazveme ji NewsHelper. Tato trˇı´da je zajı´mava´ z
hlediska toho, jak pomocı´ neˇkolika ma´lo rˇa´dku˚ ko´du lze osˇetrˇit neˇjbeˇzˇneˇjsˇı´ cˇinnosti spo-
jene´ s implementacı´ webove´ prezentace.
public class NewsHelper
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Obra´zek 27: Trˇı´dnı´ diagram vyvola´nı´ NewsDetailInvocation
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f
/// <summary>
/// Vrati pozadovany pocet novinek serazeny sestupne podle datumu vytvoreni.
/// </summary>
/// <param name=”limit”>Maximalni pocet</param>
/// <returns>Seznam novinek</returns>
public static IEnumerable<NewsEntity> GetRecent(int limit)
f
// pripravime parametr poradi
Order[] orders = new Order[] f new Order(”EntityCreatedAt”, false) g;
// v novinkach najdeme hledane zaznamy
return NewsEntity.SlicedFindAll(0, limit , orders);
g
/// <summary>
/// Vrati URL pro detail novinky. URL je absolutni.
/// </summary>
/// <param name=”entity”>Novinka, pro kterou hledame URL</param>
/// <returns>URL detailu novinky nebo prazdny retezec</returns>
public static string GetUrlFor(NewsEntity entity)
f
// osetrime pripadnou nehodu tak, aby nezhavarovala cela stranka
if ( entity == null)
return ” ” ;
// pripravime kolekci parametru pomoci kratsiho zapisu
var parameters = NameObjectCollection.FromProperties(new f Entity = entity g);
// zavolame vytvoreni odkazu na routovaci pravidlo
return InvocationApplication.Routes[”News/Detail”].CreateLink(parameters);
g
g
C.3.8.2 Sˇablona Samotnou sˇablonu vyrobı´me jako soubor Templates/Novinky.ascx a
jejı´ obsah snadno napı´sˇeme s pouzˇitı´m Intellisense a modelu, ktery´ jsme pra´veˇ vytvorˇili.
C.4 Vy´sledek
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Obra´zek 28: Formula´rˇ Prihlaska s rucˇneˇ vytvorˇenou sˇablonou
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Obra´zek 29: Zobrazenı´ poslednı´ novinky pomocı´ modelu a sˇablony
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Obra´zek 30: Vytvorˇenı´ nove´ho za´znamu v administraci
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Obra´zek 31: Vy´pis novinek v administraci
