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In this note we describe a polynomial algorithm for solving a problem arising from the work of 
C.A.R. Hoare on parallel programming. 
Introduction 
The basic problem is as follows. We are given three strings Q, cr and r of digits 
from the alphabet (0, l} and we wish to decide whether Q is a ‘merge’ of o and 7. 
Let 101 be the number of digits in a string o. 
We say that Q is a merge of IS and T if 
lel= loI + ITI 
and there is a 1- 1, onto map 
~:{(1,1),(1,2),...,(1,m),(2,1),(2,2), . . . . (2,4}+{1,2 ,..., m+n} 
such that 
(ML) o(i) = e(@(l, i)), r(i) = e(@(2, i)), and 
(M2) if i<j, then @(l,i)<@(l, j) and @(2,i)<@(2, j) 
where m= IO/ and n= 151. 
For example 111000 is a merge of 110 and 100 but not of 101 and 010. 
The size of the input is 2(m + n). An exhaustive search through all possible merges 
would demand 0(( “,‘“)) steps on a random access machine as defined in [l], which 
in the worst case is an exponential function of the size of input. 
The algorithm 
The basic idea of our algorithm is to construct a digraph D( V, E) from the strings 
Q, cr and t. 
The vertex set is 
V={O,1,2 ,..., m}x{O,1,2 ,..., n}. 
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The edge set is 
E=(((x,y),(x+l,~)):Nx+l)=e(x+~+l)} 
u{((x,Y),(x,Y+l)): r(Y+l)=e(x+Y+l)}. 
We then find out if Q is a merge of CJ and r using the following theorem. 
Theorem 1. The string Q is a merge of the strings u and T if and only if there is a 
directed path from (0,O) to (m, n) in D. 
By the construction of D, a path in D from (0,O) to (m, n) must have length m + n 
and these are the only paths of length m + n in D. Let Ak be the set of points in D 
which are distance k from (0,O). Then @ is a merge of o and T if and only if 
A m+n= {(m,n)>. 
The actual algorithm we use is therefore as follows. 
Set Ao= {(O,O)}. 
Ak+ I is obtained recursively from Ak by: For all (x, y) E Ak, 
(x+ 1, y)~Ak+, if a(x+ 1)=&k+ l),xcm 
(x,y+l)~Ak+l if r(y+ 1)=&k+ l),ycn. 
Then if Ak is empty for any Kim + n, Q is not a merge of o and T. If 
A m+n= {(m,n)>,e is a merge of 0 and t. 
Before proving Theorem 1 we need the following lemmas. 
Lemma A. If Q is a merge of CJ and r and s E (0, l}, then QS is a merge of as and 5. 
Proof. I@[ = /01+ (tl, so l@Sj = IOSs( + 151. 
We have @:{(l,l) ,..., (l,m),(2,1) ,..., (2,n)}+{l,..., m+n} satisfying the con- 
ditions for Q to be a merge of o and t. 
Define 
w:{(l,l),..., (l,m+l),(2,1) ,..., (2,n)}-+{l,..., m+n+l} 
by 
y/(l,m+l)=m+n+l, 
y/(l,i)=@(l,i), ism, 
y/(2,i)=@(2,i), i5n. 
Then it is easy to see that I,V satisfies the conditions for QS to be a merge of os and T. 
Lemma B. If Q is a merge of CJ and T and Q’ is the string e(l) ~(2) ... e(m + n - I), 
i.e. the string Q with its last digit deleted, CJ’ and r’similarly defined, then either Q’ is 
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a merge of tY and 7, and e(m + n) = u(m), or of o and 7: and e(m + n) = t(n). 
Proof. lel= 101+ 171, so [@‘I = lcT’l+ 171= ID1 + 17’1. 
Wehave@:{(l,l,..., (2,n)}+{l,..., m + n> satisfying the conditions for Q to be a 
merge of o and 7. Since @ is l-l onto, c$-‘(m + n) exists and is unique. Moreover 
q3-‘(m+ n) =(l,m) or (2,n) in order for (M2) to be satisfied. So either 
a(m) = @(m + n) or t(n) = e(m + n). Then the map @ restricted to I#-’ { 1, . . . , m + n - 1) 
satisfies the conditions for Q’ to be a merge of o’ and 7 or o and 7’. 
Note that D’ the digraph obtained from strings Q’, cr’ and 7 is just the digraph D 
with vertices of the form (m, y) deleted. 
Proof of Theorem 1. We prove this theorem by induction on the value of m + n. 
Firstly note that when m + n =0 the theorem is trivially true. The empty string 
is always a merge of two empty strings and there is a path from (40) to (O,O), of 
length 0. 
Nowassumethetheoremholdsform+n=k, loI =m, 171 =n, 1~1 =m+n=k+l. 
If Q is a merge of cr and 7, we use Lemma B and without loss of generality assume Q 
is a merge o’ and 7. By the inductive hypothesis there is a directed path from (0,O) to 
(m - 1, n) in D’, and so this path also exists in D. Also @(m + n) = o(m) and so there is 
an edge (m - 1, n) to (m, n) in D. Hence there is a directed path in D from (40) to 
(m, n). 
Conversely if there is a directed path from (40) to (m, n), then it must either pass 
through (m, n - 1) or (m - 1, n). Without loss of generality assume it passes through 
(m - 1, n). Then by the construction of D it cannot pass through a point (m, y) for 
y < n. Thus there is a directed path from (0,O) to (m - 1, n) in D’. Using the inductive 
hypothesis we get that Q’ is a merge of o’ and 7. Since the path from (0,O) to (m, n) 
passes through (m - l,n), there is an edge from (m- 1,n) to (m,n) and so 
e(m + n) = a(m). Lemma A then gives that @‘@(m +n) is a merge of a’s(m) and 7. 
That is .Q is a merge of o and 7. 
Hence the theorem holds for m + n = k + 1, and so inductively the theorem is true 
for all values of m + n. 
Our algorithm has worst case time complexity O(mn), for at worst our algorithm 
amounts to checking for the existence of all 2mn + m + n possible edges of D. In 
general m and n are O(N) where N= 2(m + n) is the size of input. When this is the 
case the time complexity is 0(N2). 
Examples of the algorithm 
(1) Let Q = 101110100, fs= 10110, 7= 1010, 
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and the corresponding digraph is Fig. 1. 
Ao= {@,O)l, As={(4,1)>, 
Al = {(l,O),(O, I>>, -46=w, 1),(4,2)), 
A2= (c&0),(0,2)), A,={(4,3)}, 
A3=((3,0),(2,1),(1,2),(0,3)}, At3={(5,3),(4,4)}, 
Aq=((4,0),(3,1),(1,3)), A9= {(5,4)) 
Fig. 1. The digraph constructed from the strings Q = 101110100, ~7 = 10110 and 5 = 1010. 
In this case Q is a merge of G and 5 and a possible merge is that corresponding to 
the path (0,0)+(4,0)+(4,4)+(5,4) through D. I.e. 
1011 0. 
1010 
(2) Let ~=lOlllOOOl, a=llOOl, s-0101. In this case 
Ao= {(O,O)}, A3={(2,1),(1,2)), 
Al = {(l,O)}, A4= {(2,2)}, 
A2= ((1, I>>, A5=0. 
and so Q isn’t a merge of g and 7. 
The corresponding digraph is that in Fig. 2. 
This algorithm can be extended in the obvious way to check whether Q is a merge 
of any fixed number of strings. In general if we have k strings of length O(n) the 
time complexity of this algorithm is O(nk). 
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Fig. 2. The digraph constructed from the strings Q= 101110001, cr= 11001 and r=OlOl. 
Open problems 
(1) Is time complexity O(nk) the best possible for the k string problem? Clearly a 
lower bound is 0(/W) in order to read all the strings. 
(2) Is there a polynomial algorithm for determining whether a given string is a 
merge of an arbitrary number of other strings? 
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