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Abstrakt
Tato práce popisuje koncepci informačního systému založeného na virtuálním souborovém
systému a příčiny, které vedly ke vzniku této koncepce. Rozebírá základní přístupy k řešení
obvyklých částí funkcionality informačních systémů (jako je řízení přístupových práv, struk-
turování dat a řízení konfigurace systému) a snaží se najít koncepci, která by tyto požadavky
na funkčnost řešila konzistentně a jednoduše. Hlavním cílem navrhované koncepce je vy-
tvořit systém, který přináší jednoduchost a intuitivnost uživatelského rozhraní, sjednocení
obecných částí funkčnosti a maximální flexibilitu a rozšiřitelnost. Celá koncepce je založena
na reprezentaci systému v podobě stromové struktury virtuálních souborů se kterými uži-
vatel provádí jednotlivé akce.
Abstract
This term project describes the concept of information system based on the virtual file
system and the reasons which led to the creation of this concept. It discusses the basic
approaches to solve common parts of the functionality of information system (such as access
rights management, structure of data and managing configuration of system) and tries to
find the concept that solves this functionality consistently and easily. The main objective of
the proposed concept is to create a system that brings simplicity and intuitiveness of user
interface, unification of common functionality and maximum flexibility and extensibility.
The whole concept is based on the representation of the system as a tree of virtual files on
which user performs actions.
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Kapitola 1
Úvod
V současné době se používá a vzniká stále větší množství informačních systémů. Jejich
zaměření se různí od jednoduchých skladů souborů, systémů pro správu obsahu, systémů pro
podporu podnikových procesů až po různé specializované systémy (řízení letového provozu,
sledování zásilek a podobně). Pro uživatele těchto systémů je jedním z nejdůležitějších prvků
ovlivňujících použitelnost systému způsob jejich ovládání a logického uspořádání.
Mnoho systémů trpí nedostatky způsobenými tím, že neobsahují žádnou jednotnou kon-
cepci, která by určovala a sjednocovala způsob uspořádání systému a kterou se řídí jeho
chování. Zavedení určité koncepce je krokem, který vede ke zlepšení a zjednodušení práce se
systémem pro jeho uživatele. Pro vývojáře pak koncepce přináší jasně daný rámec, přede-
pisující způsoby řešení určitých problémů jednotným způsobem. Existuje samozřejmě celá
řada různých koncepcí, které v různé míře a odlišným způsobem řeší jednotlivé aspekty ná-
vrhu a vývoje systému. Hlavním cílem této práce je ukázat, jaké může mít zavedení určité
koncepce výhody, a představit koncepci založenou na virtuálním souborovém systému. Tato
koncepce, jak věřím, může být vhodným řešením pro celou řadu informačních systémů.
V první části se práce zaměřuje na identifikaci obecných vlastností informačních sys-
témů. Snaží se identifikovat základní obecné požadavky na funkčnost, kterou uživatelé od
systému očekávají. Ukazuje různé přístupy k řešení základních otázek návrhu ovládání a
logického uspořádání informačního systému, jako je určování rolí uživatelů, řízení přístu-
pových práv, nastavení systému, struktura dat a způsob práce se systémem. Vlastnosti
popisované v této práci buď vycházejí z vlastností existujících u některých současně použí-
vaných systémů, nebo představují další logicky z nich vycházející varianty.
V druhé části práce jsou vysvětleny principy koncepce informačního systému založe-
ného na virtuálním souborovém systému a její vznik. Tato koncepce se snaží o splnění tří
základních požadavků na informační systém, za které byly zvoleny:
• jednoduchost a intuitivnost uživatelského rozhraní
• sjednocení obecných částí funkčnosti
• maximální flexibilita a rozšiřitelnost
Koncepce ukazuje způsob, jakým konzistentně spojit nejvýhodnější vlastnosti uvedené
v první části práce pro dosažení tohoto cíle. V rámci této koncepce je celý informační
systém reprezentován jako jednotná stromová struktura entit různých typů (virtuálních
souborů). Výsledkem by mělo být z pohledu uživatele co nejkonzistentnější a nejjednodušší
uživatelské rozhraní, ve kterém se snadno orientuje a je pro uživatele intuitivní. Toho je
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dosaženo především díky podobnosti způsobu práce se souborovými systémy v běžných
operačních systémech, které každý uživatel běžně používá. Pro vývojáře by tato koncepce
měla přinést podporu pro řešení modularity a rozšiřitelnosti aplikace. Tato koncepce je
výhodná pro širokou škálu informačních systémů různého zaměření. Její hlavní výhody se
však projeví především v oblasti systémů pro správu obsahu.
Většina zde prezentovaných řešení vychází ze zkušeností z vývoje systému Ariadne3 ve
společnosti LifeWeb s.r.o., kde samotná koncepce vznikla. Všechna uváděná řešení jsou vý-
sledkem mých rozhodnutí coby hlavního návrháře systému, která ale byla vždy diskutována
a zvažována celým týmem.
Třetí část pak popisuje návrh a realizaci jednoduchého informačního systému používa-
jícího popsanou koncepci virtuálního souborového systému. Cílem této části je především
ukázat způsob, jakým je možné prakticky realizovat jednotlivé části informačního systému
založeného na této koncepci a vytvořit jednoduchou demonstrační aplikaci, která umožňuje
vyzkoušet si práci s takovýmto systémem.
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Kapitola 2
Vlastnosti současných
informačních systémů
V této části se pokusím identifikovat základní vlastnosti a oblast funkčnosti, které se vy-
skytují u různých – v současnosti používaných – informačních systémů. Zaměříme se pouze
na nejpodstatnější vlastnosti, které jsou v určité podobě společné většině informačních sys-
témů. U těchto vlastností poté identifikujeme přístupy, jak je jich možné dosáhnout a tyto
přístupy porovnáme.
Popisované vlastnosti a způsoby řešení jsou založeny na mých zkušenostech. Uvedené
způsoby řešení vychází buď ze známých volně dostupných systémů, nebo ze systémů se
kterými jsem se setkal při své práci ve společnosti LifeWeb s.r.o. - většinou jako jejich
hlavní vývojář. Některé popisované způsoby řešení nevycházejí z existujících systémů, ale
z možností řešení, které byly zvažovány při jejich návrhu a nakonec zamítnuty, nebo jsou
založeny na logickém odvození dalších možností řešení.
2.1 Příklady informačních systémů
Jako příklady jednotlivých způsobů řešení jsem v následujícím textu použil několik vybra-
ných informačních systémů. Jejich stručný přehled je uveden dále. V této práci uvádím
pouze jejich stručný popis bez podrobnějších vysvětlení a ukázek jednotlivých funkcí. Pro
zájemce o další informace jsou u každého systému uvedeny odkazy na zdroje dalších in-
formací. Tyto příklady mají sloužit především jako názorná ukázka toho, že většina dále
uváděných možností se v nějaké podobě objevuje v reálně provozovaných informačních sys-
témech.
2.1.1 WordPress
WordPress je velice rozšířený systém pro provozování blogů na internetu. Vznikl roku 2003
a od té doby je stále vyvíjen. Jde o v současnosti nejrozšířenější platformu pro blogy na
internetu. Systém je sice primárně určen pro provoz blogů, ale je poměrně časté, že je použit
jako základ pro informační systémy sloužící k jiným účelům. Je implementován v jazyce
PHP a šířen pod licencí GNU GPL (viz [6]). Více informací lze nalézt v [12] nebo na
oficiálních stránkách [5].
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2.1.2 Kentico CMS
Kentico CMS je poměrně zajímavý systém v prostředí ASP.NET, který vznikl roku 2004.
Umožňuje svoje snadné rozšiřování novými moduly. Částečně používá některé rysy podobné
těm, které jsou popisovány v této práci pro koncepci informačního systému založeném na
virtuálním souborovém systému. Více informací lze nalézt v [9] nebo na oficiálních stránkách
[3].
2.1.3 Mobilated.com
Informační systém tohoto portálu vznikl jako projekt společnosti LifeWeb s.r.o. Jde o jed-
noduchý jednoúčelový informační systém určený pro on-line vytváření a konfiguraci propa-
gačních emulátorů mobilních telefonů (v podobě Java appletu nebo .exe souboru) s téměř
libovolnou Java aplikací. Více informací lze nalézt na [8].
2.1.4 Ariadne2
Ariadne2 je prvním obecným systémem pro správu obsahu vyvinutým společností LifeWeb
s.r.o. ([7]) v roce 2006. První aplikací tohoto systému v praxi byl intranet Pardubické kraj-
ské nemocnice a.s. Systém vznikl jako druhá iterace vývoje poté, co se v pracovní verzi
Ariadne1 ukázaly některé základní návrhové chyby. Systém měl představovat jednoduchý
obecný rámec založený na architektuře MVC ([10]) pro vytváření libovolného informačního
systému. Poskytoval základní podporu pro autentizaci, ověřování přístupových práv a da-
lší oblasti funkčnosti obvykle implementované v každém informačním systému. Na tento
základní rámec byly poté přidávány jednotlivé moduly implementující funkčnost informa-
čního systému (správa obsahu stránek, databáze kontaktů, sklad dokumentů, fotogalerie a
další). Systém byl implementován v jazyce PHP5. V projektu vývoje tohoto systému jsem
byl jeho hlavním programátorem.
2.1.5 Ariadne3
Ariadne3 je zcela nový informační systém založený na koncepci popisované v této práci.
Je vyvíjen od roku 2007 ve společnosti LifeWeb s.r.o a představuje vlajkový produkt vý-
vojářské části společnosti. Je použit již ve více než sto projektech. Příčinou jeho vzniku
bylo objevení několika nedostatků v jeho předchůdci - systému Ariadne2. Především šlo
o nejednotnost ovládání některých modulů, což bylo pro uživatele často matoucí, a časté
opakování implementace některých typů funkčnosti (například práce se stromovou struktu-
rou dat). Podrobnější popis této koncepce můžete nalézt v druhé části této práce v kapitole
3.
2.2 Způsob zadávání a zpracování požadavků na provedení
činnosti
Způsob zadávání požadavků na provedení nějaké činnosti v informačním systému předsta-
vuje obecný princip, kterým se řídí práce uživatele se systémem. Stručně by se dalo říci, že
představuje postup rozhodování, kterým musí uživatel pro provedení nějaké akce projít.
Způsob zpracování požadavků představuje princip jakým je uživatelem zadaný požada-
vek zpracováván systémem. Opět by se dalo říci, že představuje posloupnost, kterou systém
prochází během zpracování požadavku.
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Způsob zadávání požadavků většinou odpovídá i tomu, jak jsou požadavky zpracová-
vány, ale tato vazba však není jednoznačná. Je časté, že systém používá několik způsobů
zadávání požadavků, které jsou pak zpracovávány jednotným způsobem. Různé druhy poža-
davků také mohou být zpracovávány různými postupy. Ve většině případů je ale nejčastější
způsob zadávání požadavků shodný se způsobem, jakým jsou požadavky zpracovávány.
Tento přístup nebo jejich kombinace představuje jeden ze základních rysů každé koncepce
informačního systému.
Způsoby zadávání a zpracování požadavků jsem klasifikoval podle pořadí, ve kterém do-
chází k rozhodování o jednotlivých aspektech požadavku. Jde především o volbu prováděné
akce (co chceme udělat) a volbu datové entity se kterou bude akce provedena (s čím to
chceme udělat). U všech složitějších systémů je ještě důležité rozhodnutí o použitém mo-
dulu (nebo komponentě) informačního systému, který se pro zpracování požadavku použije
(kde se to udělá).
Většina systémů používá v určité míře modularitu. I monolitické systémy mají většinou
několik komponent obstarávajících určité části jejich funkčnosti. U velice jednoduchých
systémů, které nejsou modulární, jejich funkčnost odpovídá vlastnostem systémů, kde je
modul implicitně určen jako první v pořadí. Jde vlastně o možnost, kdy je celý systém
složen z jediného modulu, který je vždy implicitně zvolen.
Volbu akce a entity musí vždy provést uživatel. Modul je zvolen buď explicitně uživate-
lem, nebo může být určen automaticky v závislosti na zvolené akci nebo entitě, nebo jejich
kombinací. Závislost modulu na akci a použité entitě je jedním ze základních prvků, které
ovlivňují možnosti rozšiřitelnosti dané koncepce.
Přehled možností
Zde uvedu přehled jednotlivých možností, kterými lze systémy charakterizovat z pohledu
zadávání a zpracování požadavků. Možností je celkem šest a představují jednotlivé permu-
tace v pořadí volby akce, entity a modulu.
modul-akce-entita
Zadávání požadavku: Uživatel si nejprve zvolí, s jakým modulem systému chce pracovat.
Dalším krokem je volba požadované akce. Uživatel ze všech nabízených akcí modulu zvolí
požadovanou akci. Následuje výběr entity ze seznamu dostupných entit, se kterou má být
akce provedena.
Zpracování požadavku: Při přijetí požadavku je nejdříve identifikován modul, kterého
se požadavek týká. Tomuto modulu je požadavek předán ke zpracování. Modul pak sám
dle obsahu požadavku určí, jaká akce byla požadována a zařídí její vyvolání. Akci je jako
parametr předána informace o entitě, nad kterou má být provedena.
Popis: Tento přístup je typický pro většinu jednoduchých systémů. Je totiž z pohledu
architektury nejjednodušší a nejméně vázaný na další podpůrné funkce poskytované jádrem
systému. Jednotlivé moduly a akce představují oddělené součásti, které spolu spolupracují
pouze minimálně. Většina knih o tvorbě informačních systémů a webových aplikací používá
v ukázkových příkladech tento přístup.
Příklad: Tento přístup byl v naší firmě použit například při vývoji informačního sys-
tému portálu Mobilated.com (viz 2.1.3).
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modul-entita-akce
Zadávání požadavku: Uživatel nejdříve zvolí, s jakým modulem systému chce pracovat.
Poté z nabídky konkrétního modulu zvolí entitu, se kterou chce pracovat, a z nabídky
možných akcí pro tuto entitu vybere požadovanou akci.
Zpracování požadavku: Při přijetí požadavku je nejdříve identifikován modul, kterého
se požadavek týká. Tomuto modulu je požadavek předán ke zpracování. Modul určí datovou
entitu, které se požadavek týkal a vyvolá její metodu, která zajistí provedení akce.
Popis: Tento přístup je typický pro většinu jednoduchých CMS systémů. Přidání no-
vého modulu většinou představuje přidání nového rozhraní do nějakého hlavního menu se
seznamem modulů. Jednotlivé moduly pak vždy spravují konkrétní datové entity (články,
ankety, . . .).
Příklad: Příkladem takovéhoto systému může být WordPress (viz 2.1.1).
akce-entita-modul
Zadávání požadavku: Uživatel zvolí ze seznamu všech možných akcí v systému. U zvolené
akce zvolí, nad jakými daty ji chce provést. Modul není nutné volit - vyplývá ze zvolené
akce a typu entity.
Zpracování požadavku: Systém nalezne požadovanou akci. Akce je vyvolána a jako
parametr jí je předána informace o entitě, nad kterou má být provedena. Modul je určen
pak požadovanou akcí a typem entity.
Popis: Tento přístup je typický v případě, že systém má jasně určenou množinu mož-
ných akcí, jejichž průběh se ale může pro různé typy entit lišit.
Příklad: Příkladem mohou být systémy pro správu dat a souborové sklady, které obsa-
hují pouze akce CRUD (create - vytvoření, read - čtení, update - úprava, delete - smazání)
akce.
akce-modul-entita
Zadávání požadavku: Uživatel zvolí ze seznamu všech možných akcí v systému. Dle
zvolené akce je určen modul, který akci provádí. Poté uživatel zvolí, nad jakými daty chce
akci provést. Modul není nutné volit - vyplývá ze zvolené akce.
Zpracování požadavku: Systém nalezne požadovanou akci. Akce je vyvolána a jako
parametr jí je předána informace o entitě nad kterou má být provedena. Modul je pak určen
požadovanou akcí.
Popis: Tento přístup je například typický pro architekturu orientovanou na služby
SOA (viz [11]). Nejdříve je zvolená požadovaná služba (akce). Následně je určeno, který
modul (poskytovatel) ji provede. A službě jsou až poté předána data (entity), se kterými
má pracovat. Je také používán u informačních systémů, jejichž menu představuje seznam
dostupných akcí systému.
Příklad: Příkladem může být systém Ariadne2 (viz 2.1.4). Tento systém je složen z mo-
dulů, z nichž každý je definován množinou akcí, které do systému přidává. Hlavní nabídky
systému pak tedy představuje seznam akcí jednotlivých modulů. Uživatel při práci se sys-
témem zvolí z nabídka požadovanou akci. S touto akcí je svázán konkrétní modul, který se
následně stará o její provedení.
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entita-modul-akce
Zadávání požadavku: Uživatel vybere datovou položku, se kterou chce pracovat. Dle typu
datové položky je určen modul, který obsahuje požadavky tohoto typu. Následně uživatel
vybere požadovanou akci.
Zpracování požadavku: Systém určí typ entity, nad kterou má být operace provedena.
Dle typu je určen modul a v rámci tohoto modulu je vyvolána požadovaná akce.
Popis: Tento přístup se objevuje u CMS systémů založených na nějaké jednotné datové
architektuře. Hlavní menu systému pak většinou představuje přehled entit, se kterými se
následně pracuje. O jeden typ entity se ale vždy stará jeden konkrétní modul.
Příklad: Tento přístup je například využívám v systému Kentico CMS (viz 2.1.2).
entita-akce-modul
Zadávání požadavku: Uživatel vybere datovou položku, se kterou chce pracovat. Ná-
sledně uživatel z nabídky akcí pro tuto entitu vybere požadovanou akci. Modul není nutné
volit - vyplývá ze zvolené akce a typu entity.
Zpracování požadavku: Systém určí typ entity, nad kterou má být operace provedena.
Je vyvolána zvolená akce. Dle zvolené akce a typu entity je zvolen modul.
Popis: Tento přístup svým použitím odpovídá předchozímu. Umožňuje ale s jedním
typem dat pracovat více modulům. Moduly tak mohou jednotlivé typy entit například
rozšiřovat o další akce.
Příklad: Příkladem informačního systému využívajícího tento přístup je Ariadne3 (viz
2.1.5).
Porovnání
Systémy získávají podle zvoleného způsobu zadání požadavků a jejich zpracování jisté vlast-
nosti. Tyto principy popíšu dále.
U systémů, kde je volba modulu prováděna jako první, je modul určován explicitně uživa-
telem. V okamžiku rozhodování nejsou známy žádné informace, které by systému umožnily
určit modul automaticky. Takovéto systémy mají pro každý modul oddělené uživatelské
rozhraní, mezi kterými uživatel přepíná. Toto řešení umožňuje každému modulu naprosto
nezávislé chování, což může být někdy výhodné. Na druhou stranu ve většině případů, kdy
spolu jednotlivé moduly systému spolupracují nebo sdílejí data, toto řešení neposkytuje
žádné prostředky pro vytvoření jednotného rozhraní.
V systémech, kde je volba modulu prováděna až v pozdějších krocích, většinou není
explicitní určení modulu nutné. Systém je schopen odvodit použitý modul v závislosti na
dříve zadaných informacích. Protože chybí explicitní určení modulu, mají tyto systémy ob-
vykle jednotné uživatelské rozhraní společné pro všechny moduly. Moduly pak toto rozhraní
rozšiřují o nové akce a typy zpracovávaných entit. Toto řešení přináší podporu rozhraní pro
spolupráci modulů. Jednotlivé moduly jsou ale nuceny dodržovat jistá pravidla.
Pokud volba modulu následuje až po volbě akce, je možné, aby byl modul určen auto-
maticky podle zvolené akce. Toto uspořádání také umožňuje, aby jedna akce byla sdílena a
zpracovávána několika moduly.
Pokud volba modulu následuje až po volbě datové entity, je možné, aby byl modul
určen podle typu nebo vlastností této entity. Jeden typ entity tak také může být sdílen více
moduly, kdy každý modul například poskytuje nějaké její rozšíření nebo nové akce.
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Pokud je volba entity prováděna dříve než volba akce odpovídá způsob zpracování objek-
tově orientovanému paradigmatu. Vyvolání akce na zvolené entitě pak v podstatě předsta-
vuje volání metody objektu. Tento přístup je typický, pokud je systém primárně orientován
na data a jejich skladování a až v druhé řadě na manipulaci s nimi. Naopak pokud je nejdříve
volena akce a až poté entita jako její parametr, odpovídá tento způsob zpracování procedu-
rálnímu paradigmatu. Vyvolání akce je v podstatě vyvolání procedury s parametrem. Tento
přístup naopak představuje orientaci informačního systému na provádění činností.
Přehled těchto vlastností je uveden v tabulce 2.1.
akce entity rozhraní přístup modul
modul-akce-entita nesdílené nesdílené oddělené procedurální explicitně
modul-entita-akce nesdílené nesdílené oddělené objektový explicitně
akce-entita-modul sdílené sdílené společné procedurální akce, entita
akce-modul-entita sdílené nesdílené společné procedurální akce
entita-modul-akce nesdílené sdílené společné objektový entita
entita-akce-modul sdílené sdílené společné objektový akce, entita
Tabulka 2.1: Přehled vlastností IS podle způsobu zadávání/zpracování požadavků
2.3 Strukturování obsahu
Další podstatnou vlastností informačních systémů je způsob, jakým přistupují k abstrakci
struktury v něm uložených dat.
Základní typy struktur
Obsah systému může být strukturován v několika typech struktur. Uvedeme zde přehled ně-
kolika základních. Tyto struktury se mohou v rámci jednoho systému navzájem kombinovat
(například jednotlivé typy entit mohou mít různou základní strukturu).
• Množina - entity existují navzájem nezávisle bez vzájemných vazeb. Např. množina
uživatelů systému.
• Uspořádaná množina - entity stejné úrovně mají určené pořadí. Ke každé entitě
(kromě první a poslední) lze určit předchůdce a následníka. Například položky menu.
• Seskupení bez průniku - každá entita je vázána na jednu určitou nadřazenou
entitu, která definuje skupinu. Například dělení produktů elektronického obchodu do
kategorií.
• Seskupení s průnikem - každá entita je vázána na jednu i více nadřazených entit,
které definují skupiny. Příkladem mohou být například články spadající do jedné nebo
více rubrik.
• Strom - stejně jako seskupení, ale hierarchické. Všechny entity mají společného
předka - kořen stromu. Například adresářová struktura souborového skladu.
• Obecný graf - entity mohou vazby navazovat libovolně mezi sebou. Jde o strukturu
poskytující nejvyšší volnost pro tvorbu vzájemných vazeb. Vzhledem k neexistenci
jednotné hierarchie může ale být tato struktura složitá pro orientaci.
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Provázání struktury
Podstatnou vlastností je, zda jsou data jednotlivých typů entit ukládána nezávisle nebo
mají nějakou jednotnou strukturu. Základním rozlišením mezi těmito dvěma typy je, zda
vazby na jiné entity jsou vždy pevně směřovány na konkrétní typ entity nebo zda je možné
vytvářet (některé) vazby volně na libovolnou entitu, která v systému existuje bez ohledu
na její typ.
Nezávislé struktury s pevnými vazbami
Tento způsob je nejjednodušší a používá se u většiny informačních systémů. Jeho podoba
vychází ze základního modelu relační databáze. Jednotlivé typy entit jsou ukládány v nezá-
vislých tabulkách a vazby jsou tvořeny pomocí odkazů (cizích klíčů), které jsou vždy pevně
svázány s nějakou cílovou tabulkou (typem entity). Podoba vazeb je tak pevně dána a je
neměnitelná - jejich podobu zajišťuje samotný databázový systém.
Jednotná struktura s volnými vazbami
Tento způsob je z pohledu návrhu a implementace složitější. Jeho podoba spíše odpovídá
modelům objektových databází. Všechny entity mají definované nějaké společné datové po-
ložky včetně jednoznačného identifikátoru. Odkazy mezi entitami je pak možné tvořit po-
mocí odkazů na identifikátory, které nejsou vázány ke konkrétnímu typu. Zajištění správné
podoby vazeb je pak většinou záležitostí aplikační logiky. Tento způsob vytváření vazeb
v rámci struktury tak umožňuje struktury dynamicky měnit a rozšiřovat o nové typy entit,
které pak mohou být jednoduše vyměněny s entitami původními.
Tento přístup využívá například Kentico CMS (viz 2.1.2) a Ariadne3 (viz 2.1.5).
Porovnání
U většiny systémů převažuje způsob ukládání převzatý z relačních databází (které se pro
ukládání dat nejčastěji používají). Toto řešení má tu výhodu, že jeho implementace většinou
jasně vyplývá z návrhových ER-diagramů a je proto poměrně jednoduchá a snadno reali-
zovatelná. Další výhodou je především jednoduchost a možnost přímovyužít prostředků
databázového systému pro kontrolu logických omezení vazeb mezi entitami.
Tento způsob je vhodné použít, pokud je podoba datového modelu informačního systému
konečná a nepředpokládají se nějaká jeho dodatečná rozšíření nebo úpravy.
Systémy s jednotnou strukturou mají hlavní výhodu v tom, že výsledná podoba vazeb
se může během vývoje a provozu systému snadno změnit a reagovat tak na nové poža-
davky. Existence společných dat různých typů entit umožňuje zavést jednotné přístupy pro
implementaci vlastností, které jsou většině typů entit společné (jako je například ověřování
přístupových práv). Všechny entity tak v podstatě představují pouze specializované typy
dědící základní vlastnosti od generického typu entity v systému.
Výhoda tohoto přístupu se projeví v případě, že se předpokládá, že informační systém
bude v budoucnu rozšiřován o nové typy entit nebo v případě, že jsou někdy různé typy
entit v určitých vazbách ekvivalentní.
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2.4 Rozšiřitelnost
Pokud není používaný informační systém od začátku vyvíjen na míru konkrétního zákaz-
níka dle jeho specifikací, je většinou nutné systém přizpůsobit tak, aby jeho požadavkům
odpovídal. Proto je jednou z nejdůležitějších vlastností obecného informačního systému
možnost jeho rozšíření a přizpůsobení na míru konkrétního zákazníka. Různé systémy pod-
porují možnosti přizpůsobení na různých úrovních. Nebudeme se teď zabývat případem,
kdy je přizpůsobení pouze otázkou změn nastavení, ale případem, kdy je nutné do systému
doimplementovat nějakou novou funkčnost.
Implementace nového modulu systému se většinou neobejde bez vytvoření jistých vazeb
na již existující součásti systému, se kterými musí nový modul spolupracovat. Právě podpora
pro vznik těchto vazeb je základním rozlišovacím znakem jednotlivých systémů.
Přehled možností
Moduly přidávají nové typy dat
Tento případ je nejčastější. Nový modul systému zavede nový typ entit včetně všech akcí
pro práci s nimi. Nový modul tak nemusí nijak spolupracovat s ostatními moduly systému
při práci s těmito entitami. Nový modul je tak do jisté míry nezávislou komponentou, která
zapouzdřuje svoje data i akce.
Tento přístup je používám většinou informačních systémů. Pro příklad můžeme uvést
WordPress (viz 2.1.1) a Kentico CMS (viz 2.1.2).
Moduly mohou rozšiřovat existující typy entit
V tomto případě informační systém poskytuje možnost novým modulům přidat nové akce,
které pracují s entitami definovanými jiným již existujícím modulem. Modul tak přidává
novou funkčnost, která umožňuje provádění nových akcí nad známými typy entit. Součástí
tohoto přístupu je také často možnost rozšíření datových položek konkrétního typu o nové
položky, které modul ke svojí práci vyžaduje.
Moduly mohou rozšiřovat existující akce
Tento případ jde ještě dál a umožňuje modulům zasahovat přímo do akcí, které s enti-
tami provádějí jiné moduly. Tyto zásahy mohou být buď pro uživatele skryté - například
provedení nějaké dodatečné činnosti před nebo po provedení původní akce jako reakci na
tuto událost. Druhou možností jsou pro uživatele viditelná rozšíření, kdy modul například
modifikuje uživatelské rozhraní akce a doplňuje do něj vlastní prvky nebo ovlivňuje tok
řízení tak, že sled obrazovek, kterými uživatel prochází při práci se systémem, se může
změnit (například doplnění další obrazovky do sekvence obrazovek průvodce). Některé in-
formační systémy umožňují modulům rozšiřovat akce jiných modulů tak, že vytvoří určité
systémové události, na které pak mohou moduly příslušně reagovat. Toto řešení také splňuje
v určité míře požadavek na rozšiřování akcí, ale jeho nevýhodou je, že modul, který akci
definuje, musí předem explicitně definovat také všechna její možná rozšíření. Není proto
možné rozšířit akce, pro které takovéto události nebyly předem definovány.
Tento přístup využívá systém Ariadne3 (viz 2.1.5).
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Porovnání
Všechny tyto možnosti mají vzestupnou tendenci v možnostech ovlivňovat systém a jeho
ostatní moduly. Tyto možnosti ale vyžadují, aby ostatní moduly dodržovaly nějaká de-
finovaná rozhraní a pravidla, která tyto zásahy umožní. Současně s rozšířením možností
spolupráce s jinými moduly je tedy omezována volnost samotných modulů. V modulech je
možné provádět pouze takové činnosti, které vyhoví daným pravidlům.
2.5 Rozlišení rolí uživatelů
Kromě nejjednodušších systémů poskytuje naprostá většina informačních systémů nějakou
podporu pro rozlišení rolí a oprávnění uživatelů. Jednotlivé implementace se mohou lišit
způsobem rozlišování rolí uživatelů, rozsahem možností nastavení a složitostí.
Přehled možností
Uživatel/administrátor
Tento přístup se používá u jednoduchých systémů a především u většiny systémů pro
správu obsahu. V systému se rozlišují pouze dvě role uživatelů. Obyčejný nepřihlášený
uživatel, který má většinou práva pouze na čtení a prohlížení vložených dat. Administrátor
(přihlášený uživatel) má v systému veškerá práva a stará se o plnění a úpravy obsahu.
Příkladem může opět být WordPress (viz 2.1.1).
Každý uživatel má přidělenu jednu roli (role pevně dané)
Jiné systémy již rozlišují různé úrovně přístupu. Každý uživatel je pak přiřazen ke kon-
krétní roli a v závislosti na ní má práva na provádění činností v systému. Tento přístup
je častý u informačních systémů dělaných na zakázku, kde bylo rozdělení jednotlivých rolí
specifikováno v zadání. Práva každé role uživatelů jsou pevně daná a jsou většinou přímo
součástí implementace systému. Často dochází k tomu, že se práva jednotlivých rolí vzá-
jemně prolínají.
Příkladem systému s tímto způsobem řešení je portál mobileted.com. Zde se uživatelé
dělí na několik základních rolí, a to na nepřihlášené uživatele, kteří mohou pouze prohlížet
informace, registrované zákazníky, kteří mohou provádět objednávky a přistupovat k po-
drobnějším informacím a tzv. gold zákazníky, kterým je zpřístupněn bonusový obsah a je
jim umožněno nakupování na dluh.
Každý uživatel má přiděleno více rolí (role pevně dané)
Jde o rozšíření předchozí varianty. Tentokrát ale uživatel nemá v systému jednu konkrétní
roli, ale může mít rolí více. V systému pak většinou existuje větší množství rolí s menším
rozsahem. Je tím umožněno jemnější přizpůsobení práv každého konkrétního uživatele.
Jednotlivé role tak mohou představovat konkrétnější nastavení a jejich úlohy se nemusí
prolínat.
Tento způsob přidělování práv používá Kentico CMS (viz 2.1.2).
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Uživatelské skupiny - vždy jedna skupina
Přístup s uživatelskými skupinami známe z většiny operačních systémů. Uživatelé jsou členy
uživatelských skupin a podle svého členství dostávají v systému práva. Můžeme je chápat
také jako určitá seskupení rolí, které je možné libovolně definovat. Oprávnění tedy nejsou
nastavována pro konkrétní uživatele, ale pro skupiny. Hlavní výhoda tohoto způsobu se
projeví v případě, že je potřeba rozdělení práv změnit. Není pak nutné upravovat každého
uživatele jednotlivě, ale pouze se změní nastavení oprávnění skupiny. Často ale dochází
k tomu, že mnoho skupin má stejné nastavení.
Uživatelské skupiny - více skupin
Opět jde o rozšíření předchozí varianty, které umožňuje jemnější přizpůsobení práv každé
skupiny. Díky tomu se nemusí některá nastavení oprávnění opakovat u různých skupin.
Tento přístup je použit v systémech Ariadne2 (viz 2.1.4) a Ariadne3 (viz 2.1.5).
Porovnání
Jednotlivé varianty představují vzestupnou tendenci v možnostech, jak stále jemněji na-
stavovat oprávnění konkrétních uživatelů. Pokud je možné volit více rolí/skupin současně,
dochází k redukci prolínání jednotlivých nastavení. Uživatelské skupiny tak představují
novou vrstvu abstrakce mezi uživateli a oprávněními. Umožňuje také pro každé nasazení
systému nastavit rozdělení skupin dle konkrétních požadavků.
Přístup využívající uživatelských skupin také poskytuje mnohem lepší podporu pro
kontrolu přístupových práv u jednotlivých entit, kdy práva přístupu k entitě nemusí být
závislá pouze na konkrétní předdefinované roli, ale na libovolně definovaných skupinách.
2.6 Přístupová práva
Přístupová práva představují omezení oprávnění pro konkrétní entitu. Většinou se rozlišují
dvě základní oprávnění:
• Čtení - přístup k datům položky. Toto oprávnění nám poskytuje možnost položku
v systému najít a přečíst její obsah. Správné nastavení tohoto přístupového práva
zajišťuje důvěrnost dat.
• Zápis - modifikace obsahu položky. Toto oprávnění poskytuje možnost s danou po-
ložkou manipulovat a změnit její obsah. Správné nastavení tohoto přístupového práva
zajišťuje integritu dat.
Pro systémy se složitější strukturou nebo požadavky na jemnější řízení je dobré uvažovat
několik dalších přístupových práv, jako jsou například:
• Přesun - změna umístění nebo názvu položky. Toto oprávnění poskytuje možnost
změnit umístění dané položky v rámci systému. Správné nastavení tohoto přístupo-
vého práva zajišťuje integritu a konzistenci dat.
• Smazání - odstranění položky ze systému. Správné nastavení tohoto přístupového
práva zajišťuje konzistenci dat a brání jejich ztrátě.
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• Viditelnost/skrývání - určuje, zda je daná entita viditelná v uživatelském rozhraní.
Umožňuje vytvářet skryté entity, jejichž data jsou sice dostupná pro čtení nebo zápis,
ale jež nejsou zobrazeny v rámci uživatelského rozhraní.
• Změna přístupových práv - určuje zda je u entity možné změnit její přístupová
práva. Protože toto právo umožňuje manipulaci se všemi ostatními právy, představuje
v podstatě absolutní kontrolu nad danou entitou.
Přehled možností
Bez přístupových práv
V takovémto případě není možné v rámci informačního systému nastavovat přístupová
práva pro konkrétní entity. Omezení práv uživatele je v takovém případě řešení pouze
prostřednictvím určení práv na provádění činností, které je blíže popsáno v 2.7. Toto řešení
je používáno ve většině běžně používaných informačních systémů.
Závislost na roli
Tento případ je základním řešením. Přístupová práva uživatele jsou odvozena od jeho role
v systému. Často je toho docíleno pouze zpřístupněním některých akcí systému. Toto řešení
je většinou pevnou součástí implementace systému.
Závislost na skupině
U systémů používajících pro rozlišení rolí uživatelů uživatelské skupiny existuje možnost na-
stavovat přístupová práva v závislosti na členství v určité skupině. Umožňují tak rozdělovat
přístup k jednotlivým entitám s téměř libovolnou jemností.
Závislost na uživateli
V tomto případě každá entita nese informace o konkrétních uživatelích, kteří na ni mají
oprávnění. Jde o princip vlastníka souboru známý například z UNIX-ových systémů. Vlast-
nictví souboru může přidělovat práva dvěma způsoby. První z nich je jednodušší a předpo-
kládá, že vlastník má automaticky veškerá práva na daný soubor. Druhou možností je pro
vlastníka nastavovat oprávnění stejným způsobem jako se nastavují práva skupinám.
Porovnání
Jednotlivé možnosti umožňují stále jemnější rozlišování práv. Zároveň také ale znamenají
nutnost ukládat u každé entity větší množství dat, které je nutné vždy při práci s nimi
ověřovat. U složitějších struktur obsahu může toto dodatečné ověřování představovat snížení
výkonu aplikace.
Často také dochází ke kombinování jednotlivých přístupů. Například uživatel může mít
přístup k souboru pouze pokud je jeho vlastníkem a současně zastává v systému určitou
roli.
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2.7 Práva na provádění činností
Práva na provádění činností představují úroveň kontroly oprávnění, která se projevuje
plošně nezávisle na konkrétní entitě. Uživateli povolují provádět konkrétní akce nebo sku-
piny akcí. Často se kombinuje s přístupovými právy pro konkrétní entitu. Způsoby, jakými
je možné přidělení práv provést jsou popsány v kapitole 2.5.
Přehled možností
Globální nastavení
Práva na provádění akcí jsou jednotná v celém systému. Nastavují se globálně pro konkrétní
uživatele nebo uživatelské skupiny.
Lokální nastavení
Práva mohou být nastavena v různých částech systému nezávisle. Umožňuje tak například
určit různé správce pro různé části obsahu a podobně.
Porovnání
Globální nastavení je implementačně jednodušší. Systému stačí pouze ověřit, že uživatel má
roli, pro kterou jsou oprávnění nastavena. V případě lokálních nastavení je při ověřování
nutné ověřovat, s jakou částí systému uživatel pracuje. Je také nutné ukládat větší množství
dat pro mapování práv.
2.8 Vstupní body
Vstupní body představují způsob, jakým uživatel k systému přistupuje. Jsou základním roz-
dělením ovlivňujícím způsob chování systému. Nejjednodušší případ dvou různých vstupních
bodů je oddělení správy obsahu (administrátorského rozhraní) od jeho prezentace. Různé
systémy podporují vstupní body v různých podobách.
Přehled možností
Jeden vstupní bod
Jde o nejjednodušší variantu, kdy veškerá práce se systémem probíhá v jednotném prostředí.
Vstupní body tak nemá ani smysl rozlišovat. Příkladem takových systémů jsou různé in-
tranetové aplikace, kde je podoba prostředí jednotná a pevně daná.
Veřejný web / administrátorské rozhraní
Tento přístup se objevuje u většiny systémů pro správu obsahu. Jedním ze vstupních bodů je
přístup pro prezentaci dat. Jde o vstupní bod, kterým k obsahu přistupuje běžný návštěvník
stránek. Druhým vstupním bodem je administrační rozhraní, které umožňuje správci strá-
nek s obsahem pracovat. Tyto vstupní body bývají většinou pevnou součástí implementace
systému.
Ze systémů, které byly zvoleny jako příklady, jej používá WordPress (viz 2.1.1) a
Kentico-CMS (viz 2.1.2).
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Pevně dané vstupní body
V některých případech rozdělení na prezentační a administrační přístup nepostačuje a apli-
kace vyžaduje, aby různých vstupních bodů existovalo více. Příkladem dalšího vstupního
bodu, který se může u aplikací objevit, je například vývojářský přístupový bod umožňující
ladění aplikace. Takovýto požadavek je možno řešit vytvořením vstupních bodů, které jsou
součástí pevné implementace systému.
Konfigurovatelná definice vstupních bodů
Vhodnějším řešením, než vytváření vstupních bodů v rámci implementace, je umožnit jejich
definici v rámci konfigurace. Jednotlivé vstupní body v podstatě představují pouze různé
formy konfigurace chování aplikace. Pokud je tato konfigurace oddělena do samostatných
konfiguračních souborů, je možné takovýchto konfigurací přidat libovolné množství.
Příkladem systému, který tento přístup využívá, je například Ariadne3 (viz 2.1.5).
Porovnání
Nejširší možnosti přináší samozřejmě konfigurovatelná definice vstupních bodů. Ostatní
řešení nabízejí menší možnosti, ale jsou implementačně jednodušší. Pro systémy, kde jsou
vstupní body předem jasně dané a neměnné, lze použít i jednodušší varianty. Pro systémy,
které vyžadují přizpůsobivost, je mnohem lepší zavést možnost konfigurace.
2.9 Vícejazyčnost
Podpora pro více jazyků je u současných systémů poměrně podstatná, a to především
u systémů, které předpokládají přístup uživatelů z různých států. Způsobů jak vyřešit
ukládání obsahu v různých jazycích je několik, ale lze je rozdělit na dva základní.
Přehled možností
Různé jazyky zcela oddělené
Jeden ze způsobů, jak vyřešit existenci více jazykových verzí obsahu, je vytvořit několik
oddělených částí obsahu, u nichž každá je v jiném jazyce. Jednotlivé jazyky jsou na sobě
nezávislé a obsah v nich může být libovolný. Toto řešení vyžaduje na straně aplikace pouze
možnost přepnutí do jiné části obsahu při přepnutí jazyka.
Tento přístup je použit u všech informačních systémů uvedených v příkladech s výjimkou
Ariadne3.
Jazyky jako atributy
Toto řešení zachovává jednotnou strukturu obsahu pro všechny jazyky. Jednotlivé položky
mají jako atributy svůj obsah v různých jazycích. Při zobrazování obsahu je pak z uložených
atributů zobrazen ten, který odpovídá aktuálně zvolenému jazyku.
Tento přístup používá systém Ariadne3 (viz 2.1.5).
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Porovnání
Obě řešení mají svoje výhody a nevýhody. Řešení s odděleným obsahem je vhodné v případě,
že různé jazykové verze mohou mít různou strukturu. Pokud jsou jazyky ukládány jako
atributy, není možné mít strukturu rozdílnou. Řešení s jazyky jako atributy má výhodu ve
vzájemné provázanosti různých jazykových verzí. Další výhoda se projeví v případě, kdy
jednotlivé položky mají i další atributy nezávislé na jazyce. V případě oddělených struktur
by bylo nutné tyto atributy zadávat několikrát. Existence několika verzí jedné věci může být
také nevýhodná v případě, že je třeba se na konkrétní entitu odkazovat. Příkladem může
být produkt v elektronickém obchodě, na který je odkazováno z objednávky. Produkt je pak
v objednávce napevno v konkrétní jazykové verzi a není tak možné například objednávku
vytisknout v jiném překladu.
2.10 Konfigurace systému
Změna konfigurace představuje přizpůsobení chování systému dle konkrétních požadavků
bez nutnosti zasahovat do kódu systému. Nastavením konfiguračních parametrů je možné
ovlivnit chování a vlastnosti celého systému. Množství a rozsah konfiguračních parametrů
je jedním z hlavních atributů, které ovlivňují flexibilitu systému. Pro účely této práce není
do nastavení konfigurace zahrnuto nastavení oprávnění, protože pro tuto problematiku jsou
vyčleněny samostatné kapitoly. Nastavení systému může být provedeno na různých úrovních
ovlivňujících kdy a za jakých podmínek se nastavení projeví. Základní rozdělení je uvedeno
dále.
Jedno globální nastavení pro celý systém
Tyto konfigurační parametry ovlivňují systém jako celek. Jejich hodnota je daná na jednom
místě a tyto hodnoty mají platnost pro celý systém. Tento způsob konfigurace je základní
možností a v určité míře je obsažen v každém systému. Příkladem takovéhoto parametru
může být například nastavení základní struktury obsahu, doby automatického odhlášení
nebo aktivace a deaktivace některých součástí systému.
Možnost měnit nastavení ve vstupním bodu
Toto rozdělení je další úrovní. Umožňuje mít několik různých nastavení, jejichž platnost se
bude uplatňovat v závislosti na použitém vstupním bodu. Typický příkladem takovéhoto
nastavení je změna vzhledu, kdy každý vstupní bod je od ostatních odlišen svým grafickým
vzhledem.
Možnost měnit nastavení pro konkrétní části systému
Tato nastavení již nemají globální rozsah, ale jsou omezena na určité části systému. Platnost
nastavení se mění v závislosti na tom, ve které části systému uživatel pracuje. Tato vazba
na určité části systému může být buď pevná, nebo volitelná. V případě pevné vazby existuje
určitý pevně daný počet částí systému, kterým lze měnit nastavení. V případě volné vazby
je možné provést změnu nastavení pro libovolnou část systému. Příkladem takovéhoto na-
stavení může být například přizpůsobení vzhledu (například zobrazení panelu s nákupním
košíkem pouze v části systému, která se stará o elektronický obchod).
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Možnost měnit nastavení pro uživatele nebo skupinu
Další možností je měnit nastavení v závislosti na tom, který uživatel se systémem pracuje.
Tato závislost může být vázána buď na konkrétního uživatele, nebo na určitou uživatelskou
skupinu. Příkladem takovéhoto nastavení by mohlo být například nastavení položek menu
nebo výchozího jazyka uživatelského rozhraní. V podstatě veškeré přizpůsobení systému,
které může provést uživatel, je součástí této kategorie.
Porovnání
Jednotlivé popsané možnosti představují vzájemně se doplňující možnosti, které se nevy-
lučují. Každý informační systém tak může kontrolu konfigurace implementovat v podobě
libovolné kombinace výše uvedených možností. Použité možnosti a postup, jakým je určo-
vána jejich priorita, pak musí vždy vycházet z potřeb a možností konkrétní implementace.
Pro obecné informační systémy je samozřejmě nejvýhodnější implementovat všechny výše
uvedené možnosti.
2.11 Další vlastnosti
U informačních systémů je samozřejmě možné porovnávat mnohem větší množství vlast-
ností, než kolik je jich uvedeno v této práci. Vybrané vlastnosti popsané v této práci před-
stavují přehled základních vlastností, které považuji za nejdůležitější pro vznik koncepce
informačního systému založeného na virtuálním souborovém systému, která je popsána
v následující kapitole.
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Kapitola 3
Koncepce virtuálního souborového
systému
V této části uvedu stručný popis koncepce informačního systému založeného na virtuálním
souborovém systému. Nejdříve popíšeme příčiny, které vedly ke vzniku této koncepce a
úvahy, ze kterých vychází její podoba. Následně rozebereme vlastnosti této koncepce a
srovnáme je s vlastnostmi uvedenými v první části. Nakonec uvedu detailnější popis samotné
koncepce a základní návrh architektury informačního systému, který ji využívá.
Návrh této sjednocené koncepce má za cíl mimo jiné ukázat, že při návrhu informačního
systému je možné a většinou výhodné snažit se jednotlivé oblasti funkčnosti nejprve zasadit
do společného rámce představovaného jeho koncepcí. Je v určitém smyslu protikladem k ob-
vyklému způsobu návrhu, který vychází z rozdělení problému na jednotlivé části funkčnosti
(případů užití), odděleného návrhu řešení těchto částí a jejich následné dodatečné integrace
do jednotného systému.
Při hledání společné koncepce informačního systému se snažíme v první řadě nalézt
všechny společné rysy všech jednotlivých částí. Dle těchto společných rysů je následně
definována koncepce systému, která poskytuje základní rámec při návrhu řešení jednotlivých
částí. Tento přístup často umožňuje si uvědomit jednodušší řešení některých typických
problémů a odstranit oblasti, ve kterých zbytečně dochází k řešení obdobných problémů
různými cestami. Sjednocení způsobů řešení obdobných problémů má pak také následně
vliv na zjednodušení a sjednocení uživatelského rozhraní a chování systému.
3.1 Vznik koncepce
Často se při vývoji informačních systémů setkáváme s problémem, že výsledný produkt,
i když zcela splňuje požadovanou funkčnost, není jeho uživateli přijímán příliš dobře.
Většina problémů má obvykle společnou příčinu v tom, že se uživatelé v systému neorien-
tují a cítí se při práci s ním nejistí a ztracení. Důvodem je, že mnoho informačních systémů
v sobě kombinuje různé koncepce uspořádání a způsobů ovládání, které se navíc často liší
od způsobu práce, na který jsou uživatelé zvyklí. Především pro nezkušené uživatele tak
často práce se systémem představuje velký problém.
Koncepce informačního systému založeného na virtuálním souborovém systému vznikala
při vytváření návrhu systému Ariadne3 ve společnosti LifeWeb s.r.o. U tohoto projektu jsem
byl jeho hlavním návrhářem a vedl jsem tým, který jej pak následně realizoval. Většina zde
prezentovaných řešení je tak výsledkem mých rozhodnutí coby návrháře systému, která ale
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byla vždy diskutována a zvažována celým týmem. Vycházeli jsme ze zkušeností z předchozí
verze Ariadne2 a několika dalších systémů, se kterými jsme se setkali. Základním záměrem
bylo zajistit, aby ovládání informačního systému bylo pro jeho uživatele intuitivní. Mělo
tedy vycházet z něčeho, co již uživatelé dobře znají a běžně používají.
Při zvažování různých přístupů nakonec naše úvahy dospěly k souborovým systémům.
V současnosti je práce s adresářovou strukturou a soubory v operačních systémech poklá-
dána za samozřejmou znalost každého uživatele výpočetní techniky. Výsledkem našich úvah
tedy bylo rozhodnutí založit ovládání informačního systému na práci s virtuálními soubory
organizovanými ve stromové struktuře souborů stejně tak, jak jsou uživatelé zvyklí z běžné
práce s počítačem. Tím byl určen jeden ze tří hlavních požadavků, které má tato koncepce
za cíl splnit - jednoduchost a intuitivnost uživatelského rozhraní.
Další úvahou bylo, že tento přístup by se nemusel týkat pouze reprezentace dat v uživa-
telském rozhraní, ale mohl by se stát jednotícím přístupem v rámci celého systému. Pokud
by všechny entity systému byly jednotně reprezentovány jako virtuální soubory, umožnil by
tento přístup zavést sjednocený způsob práce s daty. To by umožnilo na úrovni databázo-
vého rozhraní řešit celou řadu společných vlastností různých částí systému.
Využití jednotného přístupu pro přístup k datům by pak následně značně zjednodušilo
vývoj jednotlivých rozšiřujících modulů systému. Vývojáři modulů by již nebyli nuceni
mnohokrát opakovat obdobný kód a řešit podobné části funkčnosti. Systém by poskytl
základní rámec, do kterého by stačilo doplnit pouze specifické části funkčnosti. Druhým
požadavkem, který si tedy klademe za cíl splnit, je sjednocení obecných částí funkčnosti.
Dalším podstatným požadavkem, který byl při návrhu zvažován, byla maximální fle-
xibilita a modularita systému. Pokud je celý systém prezentován jako struktura souborů,
je možné jej velice snadno přizpůsobovat novým požadavkům. Jeho struktura není pevně
daná a je ji možno snadno rozšířit nebo pozměnit.
Další podstatnou vlastností je možnost snadno rozšiřovat funkčnost systému pomocí
dodatečných modulů. Moduly v této koncepci mohou systém rozšiřovat několika způsoby.
Prvním je možnost definovat nové typy virtuálních souborů. Modul může přidat nový typ,
který implementuje nějakou část funkčnosti modulu. Soubory tohoto nového typu je možné
umístit téměř libovolně do struktury a tím začlenit nový modul do systému. Další možností
je rozšiřování a úprava chování typů definovaných jinými moduly.
3.1.1 Základní požadavky
Výsledkem úvodního návrhu informačního systému Araidne3 tedy byla identifikace tří zá-
kladních požadavků na systém:
• jednoduchost a intuitivnost uživatelského rozhraní,
• sjednocení obecných částí funkčnosti
• maximální flexibilita a rozšiřitelnost.
Při hledání způsobu, jak je možné těchto požadavků dosáhnout, pak byly postupně
navrženy všechny další vlastnosti informačního systému a umožnily tak vznik koncepce
informačního systému založeného na virtuálním souborovém systému, která se ukázala jako
velmi životaschopná.
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3.2 Popis koncepce
Celá koncepce je založena na několika základních vlastnostech. Jedná se v podstatě o im-
plementaci UNIXové zásady ”everything is a file“ (vše je soubor) v prostředí informačních
systémů používajících pro ukládání dat databáze. Při dalším návrhu jsme se následně roz-
hodli z UNIXového přístupu převzít i některé další rysy, které se v prostředí souborových
systémů a operačních systémů ukázaly jako užitečné.
Celý systém je na základní úrovni reprezentován stromovou strukturou virtuálních sou-
borů různých typů. Všechny hlavní rysy systému pak vycházejí z této abstrakce. Způsoby,
jakými tento přístup umožňuje vyřešit jednotlivé vlastnosti informačních systémů identi-
fikované v první části, budou popsány dále. Z uvedených vlastností byly zvoleny ty, které
nejlépe umožňují dosáhnout tří základních požadavků, které si tato koncepce klade za cíl
vyřešit.
3.2.1 Způsob zadávání a zpracování požadavků na provedení činností
Způsob zadávání požadavků a jejich zpracování odpovídá způsobu entita-akce-modul, tak
jak je uveden v kapitole 2.2. Uživatelé nejprve vyhledají v rámci systému soubor, se kterým
chtějí pracovat, a poté si vyberou z nabídky možných akcí s tímto souborem tu, kterou chtějí
provést. Podle zvoleného typu a akce je pak vyhledán modul, který danou akci zpracovává
a je mu předáno řízení.
Každý požadavek na systém je vždy směrován na konkrétní virtuální soubor, který je
identifikovaný pomocí jeho cesty v rámci virtuálního souborového systému. Součástí URL
požadavku je tedy vždy určení cesty a požadované akce.
Podoba URL požadavků může být různá s využitím překladů adres nebo jejich zpraco-
váním na úrovni systému. Tento způsob zápisu umožňuje zapisovat všechna URL v lidsky
poměrně snadno čitelné podobě, kdy cesta k virtuálnímu souboru je reprezentována jako zá-
kladní adresace souboru obdobným způsobem jako v případě adresace souborů u statických
stránek.
Několik možných příkladů URL požadavků:
http://www.server.cz/index.html?path=/cesta/k/souboru&action=copy
http://www.server.cz/cesta/k/souboru.html?action=copy
http://www.server.cz/cesta/k/souboru/copy.html
http://www.server.cz/cesta/k/souboru.copy.html
3.2.2 Strukturování obsahu
Všechny entity systému jsou reprezentovány pomocí virtuálních souborů. Všechny entity
tak získávají určité společné vlastnosti. Každý virtuální soubor je možné jednoznačně iden-
tifikovat, a to buď pomocí jeho pozice ve struktuře (cesty) nebo jeho jednoznačným identifi-
kátorem. Může také jednotně ukládat řadu metadat jako například čas poslední modifikace,
přístupová práva atd.
Každý soubor má vždy určený typ. Jednotlivé typy tak určují různé třídy virtuálních
souborů, které se v systému mohou vyskytovat. Od typu souboru se odvíjejí další vlastnosti,
které soubor získává. Každý typ souboru může mít dodatečné datové položky pro uložení
typově specifických dat.
Každý soubor má také určenu množinu akcí, které je s ním možné povést. Některé akce
jsou standardní a společné pro většinu typů (přesun, smazání, nastavení práv). Další akce
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mohou být specifické pro konkrétní typy (například akce pro přidání do nákupního košíku
u produktu).
Základní struktura dat je stromově uspořádaná a představuje hierarchii souborů. Tato
struktura má jediný kořenový prvek. Tento přístup je vhodný pro řešení velkého množ-
ství standardních struktur, jako je například organizace menu stránek, třídění fotografií do
složek a podobně. V mnoha případech ale tato jednoduchá struktura nestačí.
Velice často je třeba, aby se jeden soubor vyskytoval ve struktuře na několika místech
současně (například výrobek v elektronickém obchodu, který patří do několika kategorií).
Tento požadavek je v této koncepci vyřešen pomocí zástupců. Do struktury je možné přidat
speciální typ souboru, který představuje odkaz na některý jiný soubor. Z pohledu uživatele
systému se vše jeví tak, že jeden soubor existuje ve struktuře na více místech. Odkaz může
být reprezentován odkazem na konkrétní cestu nebo odkazem na identifikátor souboru. Při
odkazování na identifikátor zůstává vazba zachována i při případných přesunech cílového
souboru. Pokud je odkaz směřován na cestu, je možné cíl odkazu vyměnit za jiný soubor,
který je na danou cestu umístěn.
I při použití zástupců je ale struktura obsahu stále omezena na běžnou hierarchickou
stromovou strukturu. V některých případech ale může být nutné vytvářet složitější vazby.
V tomto případě je možné dodatečné vazby reprezentovat odkazováním se na jiné sou-
bory pomocí jejich cesty nebo identifikátoru v datových položkách samotných souborů. Ve
výsledku je tak možné vytvářet struktury se stejnou komplexností jako v relačních schéma-
tech, protože odkazy v rámci datových položek jsou pak ekvivalentní použití cizích klíčů
v relačních tabulkách.
Z tohoto pravidla mohou samozřejmě existovat výjimky. Některá data je zbytečné nebo
neefektivní reprezentovat v podobě virtuálních souborů. Příkladem mohou být například
příspěvky v diskuzích, hromadně rozesílané zprávy a podobně. V takovém případě systém
umožňuje vytvořit i nezávislé datové tabulky, které lze použít standardním způsobem.
Použití této koncepce tak nijak neomezuje možnosti ukládání dat, které by systém měl
bez jejího využití a v postatě tak pouze přináší definici výchozí podoby strukturování dat.
Tato společná výchozí struktura dat pak umožňuje jednotlivým částem systému snadno
spolupracovat a využívat implementaci společné funkčnosti.
3.2.3 Rozšiřitelnost
Základní formou rozšíření funkčnosti systému je přidání nového typu virtuálního souboru.
Tento nový typ je pak definován tak, že zapouzdřuje data, která je v systému třeba ucho-
vávat a poskytuje akce, kterými umožňuje uživatelům s těmito daty pracovat.
Další možností, jak rozšířit systém, je modifikace již existujících typů. A to jak rozšíře-
ním obsahu typu o nové datové položky, tak rozšířením chování typu o nové akce.
Často je ale také třeba nějakým způsobem rozšiřovat akce již existující. Pro řešení to-
hoto problému byl nakonec zvolen přístup využívající rozdělení akcí na fáze, které mohou
jednotlivé moduly libovolně dodávat. Aby bylo možné pomocí modulů rozšiřovat i již exis-
tující akce, bylo nutné zvolit nějakou konvenci umožňující tyto zásahy. Nakonec byl zvolen
přístup využívající rozdělení akcí na seřazené fáze, které mohou jednotlivé moduly přidávat.
Každá akce v systému se skládá ze dvou základních částí. Jesou to části vstupní a
prováděcí. V rámci vstupní části jsou prováděny činnosti, které nastavují parametry akce a
určují to, jak má být akce provedena. V této části uživatel aktivně spolupracuje se systémem.
V prováděcí části systém dle zadaných parametrů provede požadovanou činnost obvykle již
bez účasti uživatele.
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Každá z těchto částí se pak skládá z jedné nebo několika fází. Každá fáze představuje
jeden krok prováděné činnosti. Jednotlivé části jsou pro konkrétní akci sestaveny z fází všech
modulů, které chtějí danou akci nějakým způsobem rozšiřovat.
Pro lepší představu uvedu příklad, jak by tato činnost mohla probíhat v případě editace
obsahu souboru, který představuje obyčejnou webovou stránku. Tento typ je definován
v modulu webové stránky. Tento modul definuje, že stránka se skládá z nadpisu, obsahu
a jména autora. Stránku je možné přidávat, upravovat a mazat. Do systému byl poté ale
přidán modul, který umožňuje SEO optimalizaci zadáváním klíčových slov ke každé stránce.
Úprava stránky by pak probíhala v následujících krocích: uživatel by zadal požadavek
na úpravu stránky. Systém by tento požadavek přijal a podle typu nalezl moduly, které
u tohoto typu rozšiřují akci úpravy. Z nalezených modulů by pak zvolil výchozí modul a
předal mu řízení. Modul by zobrazil formulář pro editaci nadpisu, obsahu a jména autora.
Uživatel by tento formulář vyplnil a odeslal. Data z formuláře by byla doručena modulu,
který formulář vygeneroval, a uložena v paměti. Modul by následně vyvolal přechod na
následující fázi, kterou by bylo zobrazení formuláře pro editaci klíčových slov. Uživatel by
jej opět vyplnil a odeslal. V paměti by nyní byla uložena data, která uživatel požadoval
změnit. Protože již neexistuje žádná další vstupní fáze, přešlo by řízení na fáze prováděcí.
Ty by pak postupně dle dat v paměti vytvořily potřebné dotazy a upravily data v databázi
tak, aby odpovídala požadovaným změnám.
3.2.4 Rozlišení rolí uživatelů
Z možných řešení poskytuje nejširší možnosti nastavování a přizpůsobení oprávnění jednot-
livých uživatelů systém založený na uživatelských skupinách. Každá uživatelská skupina
je v systému reprezentována vlastním virtuálním souborem. Přirozená podpora hierarchie
uživatelských skupin, kterou virtuální souborový systém poskytuje, umožňuje snadné zave-
dení jednoho možného rozšíření tohoto systému. Pomocí vytvoření hierarchie uživatelských
skupin je možné vytvořit strukturu vazeb generalizace-specializace. Je tedy možné vytvořit
obecnou skupinu a pod ní zanořit její speciálnější varianty. Uživatelé, kteří jsou členy speci-
álnější skupiny, tak automaticky získávají práva všech nadřazených obecnějších skupin nad
touto skupinou. Pro účely vyhodnocování práv se uživatelé stávají členy těchto obecnějších
nadřazených skupin. Tento přístup umožňuje ve velké míře redukovat množství nutných
nastavení oprávnění.
Členství uživatelů ve skupinách by bylo možné řešit přidáním uživatele jako potomka
určité skupiny. Toto řešení by bylo ideální v případě, že by uživatel byl členem pouze jedné
skupiny. Ve většině případů jsou ale uživatelé členy velkého množství skupin. Toto vícená-
sobné členství by šlo vyřešit systémem zástupců, ale tento způsob byl nakonec při návrhu
zavržen. Dvěma hlavními důvody byly zbytečná složitost uživatelského rozhraní a kompli-
kace s nastavováním oprávnění. Pokud by soubory představující uživatele byly roztroušeny
v různých částech systému, stalo by se nastavování oprávnění na úpravy uživatelů příliš
komplikovaným. Členství uživatele ve skupinách je proto reprezentováno pomocí speciálně
vytvořených vazeb ukládaných v rámci datových položek virtuálního souboru představují-
cího uživatele.
3.2.5 Přístupová práva
Přístupová práva jsou atributem každého konkrétního virtuálního souboru stejně jako v kla-
sických souborových systémech. Pro každou uživatelskou skupinu je určeno, která přístu-
pová práva na daný soubor má. O ověřování práv na soubor se stará přímo databázové
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rozhraní. Pokud uživatel nemá právo na čtení daného virtuálního souboru, databázové roz-
hraní uživateli vůbec nedovolí tento virtuální soubor získat. Z pohledu uživatele se zdá
jakoby daný soubor ani neexistoval. Obdobně při pokusu o uložení souboru databázový
systém ověří práva uživatele a pokud nemá oprávnění k zápisu, nebudou změněná data
zapsána.
Častým případem, který je také třeba vyřešit, jsou soubory, které mají být dostupné
pouze konkrétnímu uživateli. Může jít například o soukromé zprávy, osobní údaje a po-
dobně. Pro tento případ je vhodné zavést ještě jedno nastavení, a to výběr vlastníka sou-
boru. Soubor tak má možnost získat vazbu na konkrétního uživatele. Pro funkci systému
je ale občas kvůli provedení některých operací nutné mít možnost tento systém ověřování
práv po dobu provádění operace vypnout. Příkladem takovéhoto řešení může být například
načtení informací o uživatelských skupinách, kterých je uživatel členem, i v případě, že
uživatel k těmto informacím v systému přímo nemá přístup.
3.2.6 Práva na provádění činností
Práva na provádění činností je možné nastavovat lokálně v každém souboru. Jejich nastavení
se projeví u všech jejich podsouborů. Tím je umožněno vytvořit libovolný počet různých
částí systému, kde se budou práva uživatelů lišit.
Každý modul systému má možnost definovat vlastní sadu oprávnění. Pokud uživatel
toto oprávnění má přidělené, může provádět jisté činnosti v systému. Přidělování rolí se
provádí pro uživatelské skupiny. Každý soubor ve struktuře může toto přidělení modifiko-
vat. Změna oprávnění se pak vztahuje nejen na soubor, ve kterém je změna provedena, ale
i na všechny soubory nacházející se pod ním. Tímto způsobem tak například můžeme při-
dělit oprávnění na úpravy určité části obsahu jedné skupině a oprávnění na jinou část jiné
skupině. Modifikace oprávnění v souboru může být realizována třemi různými nastaveními.
Výchozím nastavením je dědění - soubor dědí oprávnění dle svého nadřazeného souboru.
Další možností je provést buď povolení daného oprávnění pro určitou skupinu, nebo jeho
zakázání. Toto uspořádání umožňuje pomocí poměrně malého počtu souborů, u kterých
jsou oprávnění nastavena, přidělit libovolnou kombinaci oprávnění pro různé části obsahu
systému.
Způsob, kdy jsou oprávnění děděna od nadřazených souborů, je ale nutné omezit v pří-
padě používání zástupců. Při použití zástupce musí být oprávnění pro akce s tímto zá-
stupcem a jeho podsoubory řízena dle umístění původního souboru, na který se zástupce
odkazuje. V opačném případě by bylo možné snadno obejít kontrolu práv tím, že by útočník
v části systému, kde má například oprávnění na editaci, vytvořil zástupce na soubor v části
systému, kde toto oprávnění nemá.
3.2.7 Vícejazyčnost
Způsob řešení vícejazyčnosti je možné v rámci koncepce vyřešit oběma způsoby popisova-
nými v kapitole 2.9. Protože se ale celá koncepce snaží spíše o sjednocení struktury obsahu,
je řešení pomocí atributů souborů, které mají hodnoty ve více jazycích, ve většině případů
vhodnější. V případě, že by měla být struktura obsahu pro jednotlivé jazyky různá, je možné
vytvořit několik nezávislých částí stromu, které představují jednotlivé jazyky a mezi nimi
potom při zobrazování obsahu pro konkrétní jazyk přepínat.
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3.2.8 Konfigurace systému
Konfiguraci systému by pro maximální flexibilitu měla podporovat všechny způsoby konfi-
gurace rozebírané v kapitole 2.10. Při zjišťování hodnoty konfiguračního parametru systém
vychází z informací o aktuálně přihlášeném uživateli, jeho skupinách, vstupním bodu, kte-
rým do systému přistupuje a jeho aktuální pozici v systému (tedy souboru, na který je
směrován požadavek). Všechny tyto parametry mohou ovlivnit hodnotu konfiguračních pa-
rametrů.
Důležité je zvolit, kteréá z nastavení budou mít přednost před ostatními, tedy která
nastavení mají možnost překrýt nastavení vycházející z ostatních. Nakonec jako nejvýhod-
nější byl zvolen přístup v pořadí globální nastavení, vstupní bod, skupiny, uživatel, aktuální
pozice. Každá následující položka má možnost změnit hodnoty parametrů definované po-
ložkou předcházející. Pokud tedy například uživatel má ve svém nastavení zvolen výchozí
jazyk uživatelského rozhraní, tato hodnota překrývá nastavení, která mohla být provedena
ve skupinách uživatele, vstupním bodu nebo v globálním nastavení.
Konfigurace vycházející z pozice v systému je podobně jako nastavení oprávnění děděná
všemi podsoubory souboru, ve kterém je změna nastavení provedena. To umožňuje v růz-
ných částech systému používat zcela nezávislé podoby konfigurace.
Na rozdíl od nastavení oprávnění se nastavení konfigurace řídí primárně dle nadřaze-
ných souborů bez ohledu na to, zda jde o zástupce či nikoliv. Změny nastavení platné
pro cíl zástupce se projeví až v případě, že žádný nadřazený soubor zástupce konfiguraci
nenastavuje.
3.3 Výhody a nevýhody
Hlavní výhody systému jsou ty, jež jsme si dali za cíl splnit při návrhu koncepce. Těmito
požadavky jsou jednoduchost a intuitivnost uživatelského rozhraní, sjednocení obecných
částí funkčnosti a maximální flexibilita a rozšiřitelnost. Bližší rozbor těchto vlastností je již
uveden v kapitole 3.1.
Hlavní nevýhodou této koncepce z pohledu vývojáře je složitější implementace jádra
systému. Toto zvýšení složitosti jádra je ale daní za výrazné zjednodušení v ostatních ob-
lastech. Tato nevýhoda je vyvážena faktem, že jednou vyvinuté jádro je díky svojí flexibilitě
možné použít v celé řadě různých aplikací. Pokud tedy vyvinutý systém použijeme jako zá-
klad, nad kterým bude vybudováno větší množství aplikací, vynaložená práce na vývoj
jádra je brzy vyvážena menší náročností vývoje nových systémů. Navíc sjednocená podoba
jádra většího množství systémů snižuje náklady na jejich provoz a údržbu.
Nevýhodou z pohledu uživatele mohou být jistá pravidla, která systém přímo či nepřímo
vyžaduje pro uživatelské rozhraní. Příkladem může být rozšiřování akcí přidáváním dalších
obrazovek do průvodců. Často je možné se setkat s případem, kdy uživatelům rozdělení na
více obrazovek přijde nepohodlné nebo nepraktické a uvítali by spíše jednu velkou obrazovku
se všemi položkami.
Další možnou nevýhodou je nižší výkon systému oproti systémům navrženým na míru
pro konkrétní aplikaci. Toto snížení může být například způsobeno zbytečným ověřováním
práv při přístupu k entitám a podobně. Systémy založené na této koncepci tedy nejsou
vhodné pro aplikace, kde kritickým bodem je výkon. Ovšem tento problém je v postatě
společný pro jakékoli obecné informační systémy, které se snaží zavést maximální flexibilitu.
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Kapitola 4
Technické řešení
Tato kapitola popisuje některé hlavní aspekty technického řešení aplikací využívajících kon-
cepce popisované v této práci. Tento přehled neřeší všechny aspekty takovéhoto návrhu, ale
zaměřuje se pouze na hlavní myšlenky a problematické části. Návrh popsaný v této kapi-
tole také nelze chápat jako striktní pravidla pro tvorbu aplikací tohoto typu. Při realizaci
konkrétní aplikace je pak samozřejmě možné se od návrhu popsaného v této kapitole od-
chýlit, některé části vynechat nebo navrhnout odlišně. Cílem je zde především poskytnout
základní vodítka a přinést rámec, ze kterého může návrh konkrétní aplikace vycházet.
4.1 Architektura
Při návrhu jsem vycházel z principů architektonického vzoru Model-View-Controller ([10]).
Základní digram komponent je uveden na obrázku 4.1. Systém je rozdělen na několik spo-
lupracujících částí, které budou podrobněji popsány dále.
Obrázek 4.1: Architektura systému
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4.1.1 Virtuální souborový systém
Tato část představuje samotný virtuální souborový systém (VFS). Zpřístupňuje data uložená
v databázi v podobě virtuálních souborů. Poskytuje základní služby pro práci s virtuálními
soubory ostatním částem systému.
První službou poskytovanou touto částí je vytvoření a údržba databázového schématu.
Podoba dat v databázi je před ostatními částmi systému skryta. Vytvoření a údržba da-
tabáze probíhá prostřednictvím této části. Jednotlivé moduly pouze poskytují konfigurační
data popisující požadovanou podobu rozhraní, ale její konkrétní podoba v databázi je zcela
v režii virtuálního souborového systému. Modul tedy například pouze definuje nový typ a
určí, jaké datové položky jakých typů obsahuje. Vytvoření nových tabulek s odpovídající
podobou již ale provede VFS dle těchto nastavení. Tento přístup zároveň umožňuje využít
jako úložiště libovolný databázový systém a případně pouze díky záměně implementace
VFS přejít na jiný.
Další službou je pak samozřejmě zpřístupnění rozhraní pro práci s daty uloženými v po-
době virtuálních souborů. Tato služba umožňuje ostatním částem systému získat objekty
představující jednotlivé virtuální soubory a případně provádět jejich modifikace. Získání
souborů je možné buď na základě jejich identifikátoru, cesty nebo vyhledáním dle zadaných
parametrů v dotazu. Při pokusu o získání konkrétního virtuálního souboru jsou automa-
ticky ověřována jeho přístupová práva. V případě potřeby je možné toto ověřování obejít.
Stejně tak při ukládání jsou ověřována práva na zápis.
4.1.2 Hlavní kontroler
Hlavní kontroler je ta část systému, která řídí provádění požadavků od uživatele. Všechny
příchozí požadavky jsou směřovány do této části, která je analyzuje a zařídí jejich provedení.
Před provedením požadavku je vždy provedena kontrola oprávnění na provedení dané
akce. Pro ověření oprávnění aktuálního uživatele používá hlavní kontroler služeb autoriza-
čního modulu.
Podle požadavku jsou určeny jednotlivé moduly, které se zpracování požadavku zúčastní.
Prostřednictvím správce modulů hlavní kontroler zařídí provedení jednotlivých kroků po-
mocí konkrétních modulů, zpracování jejich výsledků a poté pomocí správce vzhledu vy-
tvoření odpovědi pro uživatele.
4.1.3 Správce vzhledu
Tato část systému se stará o vygenerování odpovědi pro uživatele. Komponenta obdrží od
hlavního kontroleru vstupní data v podobě modelů dat a název požadovaného pohledu.
Podle aktuálních nastavení vzhledu pak vyhledá příslušné pohledy a jejich pomocí vytvoří
odpověď, kterou zašle uživateli.
V režii správce vzhledu je tak přepínání mezi různými způsoby reprezentace výstupu
uživateli. Změnou jeho nastavení je tak možné zcela změnit jak výstup vypadá. Toho lze
využít například pro přepínání mezi administračním rozhraním a veřejnou reprezentací dat
při správě obsahu webových stránek. Všechny požadavky jsou v takovém případě zpraco-
vávány jednotně. Je pouze ovlivněn způsob, jakým jsou výstupy prezentovány při jejich
zpracování správcem vzhledu.
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4.1.4 Autorizační modul
Tato část systému slouží jako zprostředkovatel pro ověřování práv akcí uživatele. Udržuje
informaci o aktuálně přihlášeném uživateli a jeho skupinách. Ostatním částem (především
hlavnímu kontroleru) pak poskytuje informace o oprávnění aktuálního uživatele. Poskytuje
také metody pro vzájemné porovnání práv uživatele a požadovaných práv. Při jakémkoli
ověřování práv pak pouze stačí využít služeb této komponenty. Stejně tak je možné od této
komponenty získat informace o aktuálně přihlášeném uživateli.
Tato komponenta také zapouzdřuje všechny funkce spojené s přihlašováním a odhlašo-
váním uživatelů ze systému. Provádí kontrolu jména a hesla při přihlášení, provádí kontrolu
platnosti uživatelského sezení a jeho zneplatnění při odhlášení.
4.1.5 Správce nastavení
Správce nastavení zastřešuje veškeré operace pro získání aktuálně platného nastavení. Spo-
juje do společné podoby globální nastavení sytému, nastavení vstupního bodu, aktuálního
uživatele a jeho skupin a nastavení aktuálního souboru, na který byl směřován požadavek.
Ostatní části systému tak nemusí samy řešit postup, jakým bude použité nastavení určeno,
ale pouze se dotazují správce nastavení na hodnotu nastavení pro daný identifikátor.
4.1.6 Správce modulů
Tato část systému slouží pro udržování informací o aktuálně aktivních modulech systému.
Poskytuje jednotné rozhraní pro volání služeb modulů, zjišťování hodnot jejich konfigurace.
Veškerý přístup k modulům systému je vždy zprostředkován přes toto rozhraní.
Hlavním úkolem této části je udržovat informace o všech existujících typech virtuálních
souborů v systému. Spojuje do jednotné podoby nastavení a rozšíření typů od všech modulů.
Tato komponenta pak poskytuje informace o vlastnostech těchto typů (například jejich
definované databázová pole, akce, seznamy fází akcí atd.). Hlavnímu kontroleru poskytuje
data nutná pro naplánování postupu provádění akcí. Tedy především které moduly definují,
případně rozšiřují, které typy a jakým způsobem.
Prostřednictvím této komponenty jsou pak také prováděna konkrétní zpracování poža-
davků. Poté, co hlavní kontroler určí, jak požadavek zpracovat, volá správce modulů a ten
vyhledá příslušný modul a požadavek mu předá ke zpracování.
4.1.7 Moduly
Moduly představují jednotlivé jednotky funkčnosti systému. Každý modul má možnost
definovat nebo rozšiřovat typy virtuálních souborů v systému. V rámci jednoho modulu
může být definována nebo rozšířena celá řada typů.
V rámci definice nebo rozšíření typu pak modul poskytuje definici jeho podoby, data-
bázových položek, existujících akcí, způsobu ověřování práv atd. Každý typ je definován
v jednom z modulů, který tak udržuje základní definice typu. Rozšíření typů pracují s typy
definovanými v jiných modulech a pouze je doplňují. Každá definice nebo rozšíření typu
pak obsahuje rozhraní pro provádění fází akcí, které k typu přidává.
Každý požadavek na nějakou akci systému je vždy zpracováván v rámci některého mo-
dulu. Pro základní funkčnost systému je vytvořen speciální modul, který tyto funkce obsa-
huje. Tento modul má stejnou strukturu jako ostatní moduly a liší se pouze tím, že jej není
možné ze systému odstranit.
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4.2 Technické řešení navržených vlastností
V této části jsou detailněji popsány způsoby, jakými lze implementovat jednotlivé poža-
dované vlastnosti systému. Popsaná řešení vycházejí ze zkušeností získaných při vývoji
informačního systému Ariadne3 ve společnosti LifeWeb s.r.o.
4.2.1 Způsob zadávání a zpracování požadavků na provedení činností
Všechny požadavky procházejí přes společné rozhraní systému v Hlavním kontroleru. Hlavní
kontroler tak představuje jediný bod, kterým požadavky vstupují do systému. Zpracování
pak probíhá dle schématu entita-akce-modul, který je popsán v kapitole 2.2.
Požadavky jsou v systému reprezentovány jednotně pomocí objektů určité třídy. Tato
třída má dvě základní funkce, a to překlad požadavků na URL adresy a zpět. Při vytváření
nových požadavků se nejprve vytvoří objekt požadavku, nastaví se mu potřebné parametry
a poté se zavolá metoda objektu pro vygenerování URL adresy. Při přijetí nového požadavku
je také vytvořen objekt, ale jeho parametry jsou nastaveny v závislosti na datech obsažených
v příchozím požadavku.
Výsledky zpracování jsou pak reprezentovány objekty další třídy. Tyto objekty obsahují
jak všechna data potřebná pro vygenerování odpovědi, tak identifikátor šablony, která má
být použita pro vygenerování. Konkrétní šablona je pak identifikována v závislosti na ak-
tuálním nastavení ve správci vzhledu. Objekt odpovědi může také představovat požadavek
na přesměrování na nový požadavek.
Při zpracování požadavků se nejprve určí entita, která je cílem zpracování. Pokud v poža-
davku není entita explicitně specifikovaná, je nutné požadavek přesměrovat na nějakou
výchozí entitu. V případě klasických webových stránek toto odpovídá zobrazení zvolené
úvodní stránky v případě, že není určena žádná konkrétní stránka k zobrazení. Entita,
která je používaná jako výchozí, může být určena napevno (například jako kořen stromu
virtuálních souborů), ale je vhodnější pokud je ji možné libovolně nastavit v konfiguraci. Ta-
kovéto nastavení pak může být závislé například na použitém vstupním bodu. V případě,
že je požadavek směřován na entitu, která není dostupná (tedy buď neexistuje, nebo na
ní uživatel nemá přístupová práva) systém musí tuto situaci ošetřit například zobrazením
chybového hlášení o odmítnutí přístupu.
Další fází zpracování požadavku je určení akce, která má být s danou entitou provedena.
Pokud není akce explicitně určena, je použita výchozí akce, která odpovídá zobrazení dané
entity. Prováděná akce musí odpovídat některé z akcí, které jsou definovány pro typ entity,
na kterou byl požadavek směřován. V případě, že daná akce pro tento typ entity neexistuje
nebo na ní uživatel nemá práva, systém opět musí tuto situaci ošetřit.
Pokud je již znám typ virtuálního souboru i akce, jejíž provedení je požadováno, provede
systém ověření, zda má uživatel na provedení této akce oprávnění. Podrobněji viz 4.2.5.
V poslední fázi je nutné určit, který modul akci provede. Každá akce se může skládat
z řady fází rozdělených mezi různé moduly. Je proto nutné určit o kterou fázi zpracování se
jedná a v závislosti na tom určit modul, kterému bude požadavek předán. Pokud není fáze
určena, je nutné zjistit, která z fází je první v pořadí a pak v závislosti na tom pokračovat
ve zpracování touto fází.
Protože zpracování akcí může být rozděleno mezi řadu oddělených fází, je nutné, aby
systém poskytoval podporu pro uchování dat mezi jednotlivými fázemi. Tato data musí
být uložena v sezení na straně serveru. Je ale možné, že někteří uživatelé budou provádět
několik akcí současně. Pokud uživatel například během zadávání jednotlivých parametrů
30
jednotlivých fází narazí na situaci, která si vyžádá, aby nejprve provedl některou jinou
akci. Systém proto musí umožňovat udržet v sezení kontext několika rozpracovaných akcí.
Toho lze dosáhnout tím, že při spuštění každé nové akce této akci přiřadíme jednoznačný
identifikátor. Tento identifikátor je pak nutné předávat v každém požadavku příslušejícím
k provádění této akce. Při přijetí požadavku pak systém v případě, že je předán i identifiká-
tor akce obnoví ze sezení kontext příslušející tomuto identifikátoru. Pokud takový kontext
dosud v sezení není, je nutné jej nejprve vytvořit. Pro inicializaci kontextu akce slouží
speciální přípravná fáze, kterou má každý modul možnost definovat.
Jednodušší variantou může být řešení udržující kontext v závislosti na obsahu požadavku
bez předávání dodatečného identifikátoru. Konkrétní kontext tak může být identifikován
pomocí virtuálního souboru, na který je požadavek směřován a příslušné akce. Toto řešení
umožňuje bez dodatečných implementačních nároků vyřešit všechny potenciální konflikty,
kromě případu, kdy uživatel současně začne dvakrát stejnou akci se stejným virtuálním
souborem.
4.2.2 Strukturování obsahu
Všechny virtuální soubory ukládané v systému mají určité společné vlastnosti jako například
název, přístupová práva, konfigurační nastavení a řada dalších. Každý virtuální soubor je
proto reprezentován záznamem v jednotné tabulce, která pak funguje jako přehled všech
virtuálních souborů uložených v systému. Tato tabulka také udržuje informace o umístění
těchto souborů v rámci stromové struktury.
Způsobů, jak reprezentovat stromovou strukturu, existuje několik. Pro účely informač-
ního systému založeného na koncepci popisované v této práci se jako nejvhodnější ukázala
reprezentace pomocí odkazů na rodiče doplněná o záznamy všech předků určitého souboru.
Tato struktura je implementována tak, že u každého virtuálního souboru je uložen odkaz
na identifikátor jeho rodiče. Díky tomu je velice snadné najít všechny potomky některého
ze souborů, což je nejčastější operace, která je nad daty prováděna.
Často je ale také nutné znát všechny předky určitého uzlu. Například při ověřování
přístupových práv je třeba ověřit současně i to, zda má uživatel práva na všechny nadřa-
zené soubory, protože pokud má uživatel zakázán přístup k určitému souboru, nesmí sa-
mozřejmě získat přístup ani k žádnému ze souborů, které se ve struktuře nacházejí pod
ním. Udržování záznamů o všech rodičovských uzlech není možné vyřešit standardními
prostředky poskytovanými relačními databázemi. Realizace této funkčnosti tak musí být
buď předmětem aplikační logiky v rámci implementace virtuálního souborového systému,
nebo musí být realizována například prostřednictvím uložených procedur, pokud je použité
databázové prostředí podporuje.
V rámci všech virtuálních souborů uložených v systému je nutné mít jednoznačný způ-
sob jakým určovat jejich pořadí ve stromové struktuře. Pozice nemůže záviset na žádném
z parametrů specifických pro konkrétní typ souborů, protože na jednom místě se často mo-
hou nacházet soubory různých typů, které je nutné seřadit. V datech každého souboru je
proto nutné mít uloženo číslo, podle kterého budou jednotlivé soubory řazeny.
V systému je potřeba vytvářet dva různé druhy zástupců. Pevné odkazy, které jsou
pevně svázány s konkrétním souborem pomocí jeho identifikátoru. Vazba pak zůstává za-
chována i v případě, že je cílový soubor přesunut. Tento způsob provázání zástupců také
umožňuje s těmito vazbami pracovat přímo na úrovni databázového modelu. Je tedy možné
vytvářet dotazy, které budou se zástupci pracovat stejně, jako by šlo o soubory, na které
odkazují.
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Druhou možností jsou odkazy, které jsou svázány se svým cílem pomocí cesty. Při pou-
žití tohoto způsobu provázání je možné snadno vyměnit cíl zástupce tím, že na danou cestu
umístíme jiný soubor. V cestách je pak také možné využívat zástupné symboly, které mohou
například reprezentovat domovskou složku aktuálně přihlášeného uživatele. Nevýhodou je,
že provázání pomocí cest není možné vyhodnocovat na úrovni databázového modelu. Vy-
hodnocení vazby je proto nutné provádět až na aplikační úrovni. Není tedy možné vytvářet
dotazy, které by se k zástupcům chovaly stejným způsobem jako k jejich cílům.
4.2.3 Rozšiřitelnost
Rozšiřitelnost systému je založena na přidávání nových modulů, které mohou ovlivnit nebo
rozšířit chování jednotlivých typů virtuálních souborů. Moduly musí být v maximální možné
míře nezávislé na zbytku systému. Samozřejmě mohou vzniknout jisté závislosti, ty je ale
vhodné snížit na nejnižší možnou míru.
Protože moduly obsahují veškeré potřebné nástroje pro definici všech typů virtuálních
souborů a jejich akcí, je vhodné i základní typy souborů definovat ve formě modulu. Od-
padne tak nutnost vytvářet pro základní součásti systému speciální formu jejich definicí.
Tento modul by měl obsahovat definice všech typů nutných pro provoz systému jako jsou
reprezentace kořenového souboru, uživatelů, uživatelských skupin, vstupních bodů a všech
dalších součástí, bez kterých by systém nebyl schopen pracovat. Tento modul je pak nutnou
součástí každé instalace systému a není možné jej vynechat.
Každý modul je reprezentován jako objekt. Tento objekt obsahuje definice všech para-
metrů, kterými rozšiřuje vlastnosti systému - jako jsou například konfigurační hodnoty, ja-
zykové hodnoty a úrovně oprávnění. Součástí tohoto objektu jsou dále reference na všechny
objekty s definicemi nových typů a rozšířeními existujících typů, které modul do systému
doplňuje.
Definice a rozšíření typů jsou také reprezentovány jako objekty. Objekty s definicí
typů obsahují základní informace, které systém potřebuje pro práci s těmito novými typy.
Rozšíření typů pak definují pouze omezené množství těchto parametrů, které jenom do-
plňují parametry uvedené v definici typu. Každý objekt s definicí nebo rozšířením typu pak
obsahuje reference na definice a rozšíření akcí.
Součástí musí být i případné definice databázového schématu použitého pro ukládání
dat specifických pro daný typ virtuálního souboru. Tato rozšiřující data jsou pak provázána
se základními daty společnými všem typům prostřednictvím identifikátorů. Definice typů
tak vždy definuje novou tabulku, do které se poté ukládají data virtuálních souborů daného
typu. V rámci ORM nástrojů je možné toto uspořádání reprezentovat jednoduše jako vy-
tvoření třídy, které je potomkem třídy definující obecný virtuální soubor. Každý virtuální
soubor je pak v systému reprezentován jako objekt některé z těchto tříd.
Rozšíření typů o další datové položky v dalších modulech již ale není možné řešit tímto
způsobem. Důvodem je, že jeden typ může být rozšiřován několika dalšími moduly sou-
časně. Reprezentace pomocí dědičnosti ale nedovoluje, aby jeden objekt měl současně více
tříd. V tomto případě je proto nutné využít řešení na aplikační úrovni. Rozšiřující data musí
být reprezentována speciálními objekty, které se s konkrétním objektem virtuálního sou-
boru vzájemně identifikují pomocí identifikátoru. Systém pak musí zajistit, aby pro každý
objekt s virtuálním souborem byly načteny všechny objekty reprezentující jeho rozšíření.
Data z rozšíření je možné ukládat buď v samostatných tabulkách nebo, pokud to možnosti
použitých ORM nástrojů dovolují, je ukládat v jedné tabulce společně s daty typu.
Každá akce je obdobně jako typy reprezentována objektem představujícím definici nebo
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rozšíření této akce. Definice akce definuje všechny základní parametry akce jako je například
její název a způsob ověřování práv na danou akci. Rozšíření pak mohou tyto parametry
upravovat. Součástí těchto objektů jsou pak metody reprezentující jednotlivé fáze provádění
dané akce.
Celkový průběh zpracování akce vždy probíhá v několika krocích. Při příchodu nového
požadavku je nutné připravit do sezení data reprezentující kontext, ve kterém je akce pro-
váděna. Všechny definice a rozšíření dané akce mají možnost definovat fázi, která je při
inicializaci tohoto kontextu volána a která do něj připraví výchozí data. Například v pří-
padě akce editace stránky jsou do kontextu uložena aktuální data obsažená v dané stránce
– tedy její název, obsah atd.
Poté, co je kontext připraven, je určena první zadávací fáze a je jí předáno řízení. Tato
zadávací fáze vygeneruje odpověď pro uživatele (obvykle v podobě formuláře). Uživatel
odešle sytému nové pokyny, které způsobí modifikaci dat uložených v kontextu sezení akce
a systém následně přejde na další zadávací fázi. Uživatel v rámci zadávacích fází tedy pouze
modifikuje data uložená v kontextu v sezení. Zadávacích fází může být libovolný počet a
obecně je lze spouštět v libovolném pořadí. Po zadání všech vstupních dat pak systém přejde
k prováděcí části akce. U některých akcí také nemusí být zadávací fáze vůbec definovány.
V takovém případě je ihned při spuštění akce provedena prováděcí část akce.
Prováděcí část akce je vždy provedena naráz v rámci jednoho požadavku na rozdíl od fází
zadávacích, kde každá z nich představuje nový požadavek. Prováděcí fáze má také některé
pevně dané fáze. Definice akce definuje dvě fáze, které jsou součástí prováděcí fáze vždy.
Jedna z nich je vždy provedena před spuštěním jakékoli jiné prováděcí fáze a slouží pro
provedení příprav na provedení ostatních prováděcích akcí. V případě editace by součástí
této fáze bylo například získání objektu reprezentujícího editovaný virtuální soubor.
Po této fázi pak následuje provedení všech prováděcích fází definovaných ve všech defini-
cích a rozšířeních dané akce. V těchto fázích je provedena činnost dle parametrů uložených
v kontextu akce. V příkladu editační akce by součástí těchto fází byla úprava dat objektu
reprezentujícího virtuální soubor. Po provedení všech těchto akcí následuje druhá z po-
vinných fází definovaných v definici akce. Účelem této fáze je dokončit a uzavřít samotné
provedení akce. Na příkladu s editací by v této fázi bylo provedeno uložení dat modifikova-
ného virtuálního souboru zpět do databáze.
V některých případech je potřeba mít možnost provést nějaké činnosti ještě následně po
dokončení provádění akce. Pro tyto účely je vhodné mít možnost definovat další speciální
druh prováděcích fází, kterou je možné přidat jak v definici, tak v rozšíření akce a které
jsou pak společně provedeny po dokončení provádění. Příkladem použití této fáze může
být například automatické připojování podsouborů reprezentujících diskusní fóra ke všem
nově přidaným stránkám. Pro přidání podsouboru je nutné, aby soubor, pod který chceme
přidávat, již existoval a není ho proto možné provést v rámci obvyklých prováděcích akcí.
U zadávacích fází je nutné určit pořadí, v jakém jimi bude uživatel procházet. Ke každé
fázi musí být možné určit fázi následující. Toto pořadí může být stanoveno automaticky
systémem například podle pořadí, ve kterém jsou uvedeny instalované moduly. Může ovšem
nastat i situace, kdy je potřeba toto pořadí specifikovat explicitně. Systém by proto měl
umožňovat pomocí konfiguračních nastavení specifikovat pořadí zadávacích fází v případě,
že je to potřeba.
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Pro lepší orientaci je následně uveden přehled všech možných fází, kterými systém při
zpracování akce prochází.
• Přípravná část (všechny moduly, při prvním volání akce).
• Zadávací část (všechny moduly, každá fáze jako samostatný požadavek).
• Prováděcí část (jako jediný požadavek):
– Začátek provádění (v definici typu),
– Prováděcí fáze (všechny moduly),
– Konec provádění (v definici typu),
– Po provádění (všechny moduly).
4.2.4 Rozlišení rolí uživatelů
V rámci koncepce je výhodné reprezentovat uživatelské skupiny také v podobě virtuálních
souborů. Uživatelské skupiny je pak možné spravovat standardními prostředky systému.
Toto řešení také přináší jednu další výhodu, a to snadnou reprezentaci hierarchie uživa-
telských skupin. S využitím standardních prostředků virtuálního souborového systému je
možné vytvořit hierarchii souborů uživatelských skupin. V této hierarchii se pak uživatel,
který je členem některé skupiny, automaticky stává členem všech jejích nadřazených sku-
pin. Tím je možné snadno vytvořit obecnou uživatelskou skupinu a pod ni připojit její
specializované varianty.
Pro ukládání členství uživatele ve skupinách, přístupových práv a práv na provádění
činností se jako nejefektivnější ukázal systém založený na bitových maskách a příslušných
bitových operacích s těmito maskami. Každá uživatelská skupina v systému má přiřazen
jednoznačný identifikátor odpovídající některé z mocnin dvojky - tedy jednou jedničkou na
určité pozici v binární masce. Členství uživatele v uživatelských skupinách je pak repre-
zentováno bitovou maskou odpovídající číslu, které je součtem identifikátorů všech skupin,
jichž je uživatel členem. Stejně tak při ukládání práv je informace o tom, které skupiny
mají dané právo přístupné, ukládána jako bitová maska.
Ověřování členství ve skupinách pak probíhá jednoduše provedením bitového součinu
čísla s identifikátorem uživatelské skupiny s číslem reprezentujícím členství uživatele ve
skupinách. Výsledek této operace je nenulový v případě, že binární zápis čísla reprezentují-
cího členství ve skupinách obsahuje alespoň jednu jedničku na pozici odpovídající jedničce
v identifikátoru skupiny. Výsledek je tedy nenulový v případě, že je uživatel členem dané
skupiny a nulový pokud není.
Obdobným způsobem je možné snadno ověřovat práva. Nejprve sestavíme pro uživatele
číslo reprezentující masku jeho práv. Toto číslo sestavíme tak, že vezmeme identifikátory
všech skupin, kterých je uživatel členem a všech jejich nadřazených skupin a provedeme je-
jich bitový součet. Vzniklé číslo pak obsahuje ve svém binárním zápisu jedničky na těch po-
zicích, které odpovídají identifikátorům všech skupin, kterých je uživatel členem buď přímo,
nebo nepřímo. Při ověřování práv pak provedeme uživatelovu masku práv a provedeme její
binární součin s číslem reprezentujícím příslušná práva. Pokud je výsledek nenulový, má
uživatel díky svému členství v jedné z uživatelských skupin toto právo přístupné.
Tyto operace je možné velice efektivně provádět přímo v SQL dotazech do relační da-
tabáze a dosáhnout tak mnohem vyššího výkonu.
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Jeden z problémů tohoto řešení představuje omezení počtu uživatelských skupin rozsa-
hem datového typu reprezentujícího čísla. Například u standardního typu integer je dostup-
ných pouze 32 (v případě znaménkového 31) možných identifikátorů skupin. Tento problém
je možné na aplikační úrovni vyřešit reprezentací přístupových masek pomocí pole několika
čísel představujících jednotlivé části zápisu masky. Na úrovni databázového modelu jsou
pak práva ukládána v několika číselných sloupcích.
V systému je také vhodné mít pro důvody určování práv vyhrazeny dva speciální iden-
tifikátory pro abstraktní skupiny představující všechny uživatele a všechny přihlášené uži-
vatele.
4.2.5 Přístupová práva
Způsob ověřování přístupových práv je již diskutován v 4.2.4.
Práva pro čtení jsou ověřována na dvou úrovních. První úroveň je ověřování přímo
v SQL dotazech, které ve svých výsledcích nevrátí řádky odpovídající uživateli nepřístup-
ným virtuálním souborům. V případě dotazů, ve kterých je specifikován rodičovský soubor,
je ověřování velice jednoduché. U každého souboru se pouze ověří, zda jeho práva pro čtení
souhlasí s právy uživatele. Systém pak na aplikační úrovni musí zajistit, aby nebyly prová-
děny dotazy na potomky nedostupných souborů.
V případě, že rodičovský soubor není uveden, je situace složitější. Aby se ve výsledcích
dotazu neobjevily virtuální soubory, ke kterým uživatel nemá přístup, je nutné, aby byla
v rámci dotazu provedena kontrola, zda má uživatel přístup jak k samotnému souboru, tak
ke všem jeho předkům. Tento problém rekurzivní kontroly práv je standardními prostředky
SQL bohužel neřešitelný. Jako nejvhodnější řešení se ukázalo vytvoření tabulky předků, ve
které je pro každý virtuální soubor uložen odkaz na všechny jeho předky. Při provádění
dotazů je pak možné ověřit přístupová práva všech těchto předků. Vyžaduje to ale od
aplikace nutnost udržovat tabulku předků aktuální v případě změn ve struktuře obsahu -
například při přesunutí souboru.
Druhá úroveň ověřování probíhá již na aplikační úrovni v rámci komponenty virtuálního
souborového systému. Ten pro každý objekt představující virtuální soubor ověřuje jeho
přístupová práva pro aktuálního uživatele. Na této úrovni tedy probíhá dodatečná kontrola
práv pro čtení a ověřování práv při sestavování dotazů s určenými rodičovskými soubory.
Na aplikační úrovni je pak také nutné řešit ostatní typy přístupových práv. Například
právo na zápis musí být ověřováno před provedením dotazů ukládajících změny do databáze.
4.2.6 Práva na provádění činností
Způsob ověřování práv na provádění činností byl již také diskutován v 4.2.4.
Ověřování práv na provádění činností probíhá čistě na aplikační úrovni. Vždy při pře-
jetí požadavku na provedení akce je ověřeno, zda má uživatel na provádění této akce práva.
Pravidla, podle kterých je toto vyhodnocování prováděno, mohou ovlivňovat všechny mo-
duly systému definující nebo rozšiřující prováděnou akci. Po určení, o kterou akci kterého
typu virtuálního souboru se jedná, se systém dotáže všech modulů obsahujících definici
nebo rozšíření tohoto typu, zda provedení dané akce nad konkrétním virtuálním souborem
schvalují.
Moduly pak mohou v závislosti na nastavených právech na provádění činností ale i
přístupových právech, členství uživatele ve skupinách a řadě dalších parametrů rozhod-
nout, zda provedení povolí nebo zamítnou. Pokud kterýkoli z modulů provedení zamítn,e
je výsledkem zamítnutí a uživateli je zobrazena zpráva o zamítnutí přístupu.
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Práva na provádění činností mají tři možná nastavení - povolení, zamítnutí a dědění
od rodičovského souboru. Z toho důvodu je není možné ukládat v rámci jednoho sloupce
v databázi. Je nutné použít sloupce dva. V jednom ze sloupců je uložena maska skupin,
kterým je dané právo povoleno a ve druhém maska skupin, kterým je právo zakázáno.
Pokud se na aktuálního uživatele nevztahuje ani jeden z těchto sloupců, je právo určeno
v závislosti na rodičovském souboru.
4.2.7 Vícejazyčnost
Podpora vícejazyčnosti musí být implementována na úrovni komponenty virtuálního sou-
borového systému. Ten zajišťuje, aby pro každou datovou položku, která je označená jako
vícejazyčná, bylo v databázovém schématu vytvořeno několik sloupců – jeden pro každý
jazyk, v němž systém pracuje. Do těchto sloupců jsou pak ukládány hodnoty v jednotlivých
jazycích. Při dotazování nad těmito datovými položkami je pak vždy nutné explicitně určit,
se kterou jejich jazykovou verzí se pracuje a v závislosti na tom je pak určen sloupec, který
bude v rámci dotazu použit.
Systém musí být schopen získat informace o všech vícejazyčných datových položkách,
aby byl schopen v případě, že je do systému dodán další jazyk, upravit databázové schéma
a přidat příslušné sloupce.
Při použití ORM nástroje je nutné vyřešit problém jak tyto vícejazyčné hodnoty ukládat
v objektech. Protože je počet jazyků předem neznámý, není možné, aby každý sloupec
byl mapován na konkrétní vlastnost objektu. Je proto nutné vytvořit speciální mapovací
pravidla, která umožní tyto sloupce mapovat například jako prvky pole nebo obdobné
datové struktury. Ne všechny ORM nástroje ovšem vytváření vlastních mapovacích pravidel
umožňují a je proto nutné zvolit vhodný ORM nástroj.
4.2.8 Konfigurace systému
Konfigurace systému může záviset na aktuálně přihlášeném uživateli, jeho skupinách, vstup-
ním bodu, kterým do systému přistupuje a jeho aktuální pozici v systému (tedy souboru,
na který je směrován požadavek). Vždy při dotazu na hodnotu některé z konfiguračních
hodnot systém musí vyhodnotit aktuální stav a podle něj vrátit odpovídající hodnotu.
Během zpracování požadavku systém aktualizuje hodnoty aktuální konfigurace vždy
v okamžiku, kde určí potřebné parametry. Nejprve jsou používány pouze výchozí globální
hodnoty nastavení. Poté je určen vstupní bod, ze kterého byl požadavek obdržen a konfi-
gurace se podle toho aktualizuje. Následuje načtení a ověření přihlášení uživatele, v rámci
něhož je načtena konfigurace uživatele a jeho skupin. Poté je určeno, na který soubor v sys-
tému je požadavek směřován a podle toho se opět aktualizuje konfigurace.
Při dotazu na konfigurační hodnotu systém nejprve ověří, zda je tato hodnota určena
v konfiguraci aktuálního virtuálního souboru. Pokud ne, pokusí se ji najít ve všech nadřaze-
ných virtuálních souborech. Pokud žádný z nich konfiguraci nenastavuje, následuje vyhledá-
vání hodnoty v rámci konfigurace uživatele. Vyhledávání pokračuje přes všechny skupiny,
jichž je uživatel členem. Protože uživatel může být členem několika skupin obsahujících
různé konfigurační hodnoty, je vhodné, aby systém umožnil určit prioritu, ve které se konfi-
gurace jednotlivých skupin skládají. Následuje již jen vyhledání hodnoty v rámci konfigurace
vstupního bodu a pokud není hodnota předefinována ani tam, je použita výchozí hodnota.
Pořadí vyhledávání je tedy soubor, nadřazené soubory, uživatel, uživatelské skupiny, vstupní
bod a výchozí hodnoty.
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Konfigurační hodnoty je výhodné v systému ukládat ve formátu klíč–hodnota, kde klíč i
hodnota jsou textové položky. V rámci databáze je pak konfigurace uložena v podobě dosta-
tečně rozsáhlého textového sloupce. Toto řešení nevyžaduje žádné zásahy do databázového
schématu při rozšiřování počtu konfiguračních hodnot.
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Kapitola 5
Demonstrační aplikace
Součástí diplomové práce je i demonstrační aplikace, která má za cíl ukázat základní vlast-
nosti koncepce. Ukazuje praktickou implementaci informačního systému založeného na vir-
tuálním souborovém systému.
Nejsou v ní implementovány všechny navržené vlastnosti. Implementace systému se
všemi popsanými vlastnostmi by značně přesáhla rozsah diplomové práce. Demonstrační
aplikace tedy slouží především jako ukázka práce se systémy založenými na této koncepci
a případně jako základ pro implementaci plnohodnotného systému.
5.1 Návrh
Demonstrační aplikace slouží především pro demonstraci způsobu práce se systémem a
jeho modularity. Pro zjednodušení byly v aplikaci vynechány některé vlastnosti navržené
v rámci návrhu technického řešení koncepce informačního systému založeného na virtuálním
souborovém systému.
Demonstrační aplikace se tedy oproti návrhu technického řešení uvedenému v předchozí
kapitole liší v následujících bodech:
• Uživatelské skupiny nejsou reprezentovány jako virtuální soubory, ale jsou pouze sou-
částí konfiguračních souborů aplikace.
• Protože aplikace nepotřebuje demonstrovat možnost změn konfigurace, je oproti ná-
vrhu systému vynechán správce nastavení.
• Jsou použita pouze přístupová práva pro čtení a zápis. Podrobnější rozlišování práv
je pro účely aplikace zbytečné.
• Aplikace také neobsahuje systém pro nastavování a ověřování práv akcí. Práva uživa-
telů jsou určována pouze pomocí přístupových práv na čtení a zápis.
• Protože aplikace nevyžaduje pro demonstrační účely žádné složitější struktury, není
v ní podpora pro vytváření zástupců.
• Aplikace nepodporuje vícejazyčnost.
38
Použité řešení je pak navrženo tak, aby demonstrovalo především dále uvedené vlast-
nosti:
• Ukládání dat v podobě virtuálních souborů a praktická ukázka jak k tomuto řešení
využít relační databázi pomocí objektově-relačního mapování.
• Základní práce s hierarchickou stromovou strukturou - vytváření virtuálních souborů,
jejich kopírování, přesun a mazání.
• Ověřování oprávnění na jednotlivé akce v systému na základě členství uživatele v uži-
vatelských skupinách a nastavených přístupových právech.
• Různé reprezentace výstupu na základě zvoleného vstupního bodu/vzhledu.
• Způsob, jakým je možné do systému snadno přidávat další moduly.
• Způsob, jakým je možné systém rozšiřovat, a to všemi možnými způsoby. Tedy při-
dáním nového typu, přidáním nové akce a rozšířením existující akce.
• Postup, jakým systém zpracovává příchozí požadavky.
Moduly
V demonstrační aplikaci jsou jednotlivé části funkčnosti rozděleny do několika modulů.
Rozdělení je provedeno tak, aby demonstrovalo všechny možnosti, jakými moduly rozšiřují
systém (přidání typu, přidání akce, rozšíření akce).
Modul Ariadne
Tento modul představuje samotný základ systému. Jde o modul definující základní typy
virtuálních souborů vyskytujících se v aplikaci.
• Typ root představuje kořen stromové struktury systému, pod který jsou následně
připojovány jednotlivé další soubory. Tento typ v podstatě reprezentuje samotný sys-
tém. Obsahuje proto akce týkající se globální správy systému a základní operace.
V rámci demonstrační aplikace to je akce install sloužící k instalaci ukázkového ob-
sahu do prázdné databáze. Dále pak akce login a logout pro přihlášení a odhlášení
uživatele.
• Typ user představuje základní verzi souboru pro reprezentaci uživatelů systému.
Každý soubor tohoto typu představuje jednoho uživatele systému a udržuje informace
o jeho přihlašovacím jménu, heslu a případně dalších informacích o uživateli. Také
obsahuje masku členství uživatele ve skupinách.
• Typ folder reprezentuje složku obsahující další soubory, která jinak nemá žádné spe-
ciální vlastnosti. Slouží pouze pro seskupování jednotlivých souborů do hierarchické
struktury.
• Typ skin reprezentuje vstupní bod aplikace a definici jeho vzhledu. Nese informaci
o použité šabloně vzhledu a CSS stylech.
• Typ image slouží k uchovávání obrázků v rámci systému. Představuje odkaz na obrá-
zek umístěný na serveru, definuje jeho název a umožňuje s tímto obrázkem pracovat.
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Modul Uživatelé
Tento modul rozšiřuje systém o ukládání osobních údajů uživatelů. Rozšiřuje typ user o nové
datové položky a také rozšiřuje jeho akce pro přidání a editaci tak, aby se tyto nové datové
položky daly v systému zadávat a upravovat.
Modul Uživatelské firmy
Tento modul také rozšiřuje systém o ukládání osobních údajů uživatelů. Stejně jako modul
Uživatelé rozšiřuje typ user o nové datové položky a také rozšiřuje jeho akce pro přidání a
editaci tak, aby se tyto nové datové položky daly v systému zadávat. Jde o oddělený modul,
aby bylo demonstrováno, jakým způsobem je v systému řešeno rozšíření jednoho typu více
moduly.
Modul Web
Tento modul doplňuje systém o možnost vytváření a správy jednoduchých webových strá-
nek. Definuje dva nové typy umožňující tvorbu obsahu. Také rozšiřuje typ image o novou
akci thumb pro generování náhledů obrázků.
• Typ webpage slouží jako reprezentace jedné webové stránky v rámci systému.
• Typ gallery reprezentuje automaticky generovanou galerii obrázků ze všech pod
galerií připojených obrázků.
5.2 Implementace
5.2.1 Použité technologie
Jako základní technologii pro implementaci systému byl zvolen jazyk Java. Toto je rozdíl
oproti systému Ariadne3, ze kterého tato koncepce původně vznikla a který byl vytvářen
v jazyce PHP. Java byla zvolena, protože je vhodnější pro náročnější a profesionálnější
aplikace.
Pro usnadnění vývoje byl použit aplikační rámec Spring Framework (viz [4]). Tento
rámcec představuje odlehčený kontejner pro provoz Java aplikací. Je konkurencí ke kom-
plexnějším řešením jako je například Enterprise Java Beans (viz [1]). Hlavní výhodou tohoto
rámce je podpora pro snadné sestavení vzájemných vazeb jednotlivých komponent systému
při jeho inicializaci. Způsob sestavení vazeb je definován v podobě konfiguračních XML
souborů. Rámec pak automaticky zařídí vytvoření všech objektů, jejich provázání a zaručí
správné pořadí těchto činností s ohledem na vzájemné závislosti komponent.
Stejný mechanismus konfiguračních souborů v XML je použit i pro základní konfiguraci
systému. Je tedy využíván například pro nastavení údajů pro přístup k databázovému
úložišti a podobně.
Pro databázové rozhraní jsem použil knihovnu pro objektově-relační mapování Hiber-
nate ([2]). Tento nástroj je velmi rozšířeným řešením pro perzistenci objektových dat v re-
lačních databázích. Umožňuje mapování objektů na entity v relační databázi na základě
konfigurace mapování v podobě XML konfiguračních souborů nebo anotací. V demonstrační
aplikaci je použito řešení pomocí konfiguračních XML souborů.
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5.2.2 Adresářová struktura
Základní přehled adresářové struktury zdrojových souborů demonstrační aplikace:
• META-INF - adresář výsledného .war archivu (obsahuje definici připojení k databázi
v souboru persistence.xml)
• WEB-INF - adresář výsledného .war archivu (obsahuje především deskriptor aplikace
web.xml a XML konfigurační soubory definující Spring aplikaci)
• build - pracovní složka, do které se ukládají mezivýsledky při překladu
• dist - obsahuje výsledný .war archiv
• lib - knihovny používané aplikací
• src - zdrojové kódy aplikace
• web - obsah této složky je překopírován do kořenového adresáře .war archivu (obsahuje
především JSP šablony)
• doc - Javadoc dokumentace zdrojových kódů generovaná při překladu
5.2.3 Přehled tříd
V této části je uveden základní přehled tříd demonstrační aplikace. Podrobný popis tříd
včetně všech jejich veřejných metod je dostupný v Javadoc dokumentaci generované při
překladu zdrojových souborů.
AriadneInterface
Základní rozhraní hlavních systémových součástí. Definuje metody pro přístup k ostatním
součástem systému.
Jde v podstatě o rozhraní, které sjednocuje způsob, jakým se v různých komponentách
systému dostaneme ke komponentám ostatním.
Ariadne
Jádro systému Ariadne. Funguje jako kontejner obsahující všechny součásti systému.
Účelem této třídy je udržovat přehled referencí na všechny systémové komponenty
a udržovat globální stav systému během zpracování požadavků.
Request
Zpracování a vytváření požadavků na volání služeb systému Ariadne.
Slouží obecně pro práci jak s požadavky přicházejícími do systému, tak pro generování
nových požadavků. U příchozích požadavků zapouzdřuje zpracování různých typů a formátů
příchozích dat (GET, POST včetně uploadu souborů) do snadno použitelné podoby objektu.
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Response
Objekt obsahující vygenerovanou odpověď systému Ariadne.
Funkčnost této třídy také vychází z návrhu uvedeného v kapitole 4.2.1. Kromě klasické
podoby odpovědi pro zobrazení pomocí JSP šablony také umožňuje definovat požadavek na
přesměrování na nový požadavek a odpověď v podobě proudu binárních dat pro případy,
kdy je třeba jako odpověď na požadavek zaslat soubor.
FrontController
Tato třída reprezentuje místo, kam jsou směrovány všechny příchozí požadavky. Jedinou
funkcí této třídy je příchozí požadavek přeložit do formy objektu třídy Request, předat jej
ke zpracování objektu ServiceController a obdrženou odpověď třídy Response předat
objektu ViewController k zobrazení uživateli. Jde tedy pouze o jednoduchý objekt tvořící
rozhraní mezi aplikací a jejím okolím.
ServiceController
Tento objekt se stará o samotné provedení služeb systémem. V kombinaci s objektem
FrontController tak tvoří komponentu Hlavní kontroler tak, jak byla navržena v kapitole
4.1.2. Tento objekt odpovídá za provedení zpracování požadavku a vygenerování příslušné
odpovědi.
ViewController
Správce vzhledu se stará o zobrazení výsledné Response uživateli. Opět odpovídá návrhu
uvedenému v kapitole 4.1.3.
AuthController
Správce autentizace udržuje sezení s informacemi o aktuálně přihlášeném uživateli. Slouží
také k udržování přehledu o existujících uživatelských skupinách a práci s nimi. Ostatní
vlastnosti odpovídají návrhu uvedenému v kapitole 4.1.4.
ModuleController
Správce modulů systému, který udržuje informace o všech instalovaných modulech systému,
jejich typech a příslušných akcích. Pomocí tohoto modulu je zbytek systému schopen tyto
informace získávat a pracovat s nimi. Tento objekt také slouží k předávání zpracování
jednotlivých fází akcí příslušným modulům. Funkce vychází z návrhu uvedeného v kapitole
4.1.6.
Database
Databázové rozhraní virtuálního souborového systému Ariadne. Přes toto rozhraní probíhá
veškerá práce s daty uloženými v databázi. Poskytuje jednotné rozhraní pro práci s virtu-
álním souborovým systémem pro ostatní komponenty systému.
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DatabaseInstall
Instalace výchozího obsahu databáze. Jde o pomocný objekt obsahující kód pro inicializační
vytvoření obsahu databáze po instalaci systému.
Datafile
Obecný objekt představující jeden virtuální soubor v databázi. Poskytuje rozhraní pro
přístup k obecným vlastnostem všech virtuálních souborů. Konkrétní typy virtuálních sou-
borů se vytvářejí jako potomci této třídy. Objekty této třídy slouží jako datové kontejnery,
jejichž obsah je pak pomocí objektově-relačního mapování ukládán do databáze. Tato třída
také poskytuje metody pro práci s rozšířeními typu.
DatafileExtension
Rozšíření Datafile. Umožňuje k jednotlivým datovým souborům přidávat objekty obsa-
hující data z rozšíření daného typu.
Module
Třída je obecným předkem všech modulů. Definuje základní rozhraní modulů systému.
Každý modul se skládá z definic a rozšíření nových typů datových souborů.
Type
Obecný předek všech definic a rozšíření typů. Definuje mimo jiné seznam definovaných a
rozšiřovaných akcí pro daný typ. Informace o příslušných typech jsou vkládány v rámci
konfiguračních XML souborů Spring frameworku.
TypeDefinition
Definice typu. Přidává do systému nový typ virtuálního souboru. Definuje základní infor-
mace o daném typu jako je jeho název, akce a třída sloužící k ukládání dat typu.
TypeExtension
Rozšíření typu. Může přidávat typu nové akce nebo existující akce rozšiřovat.
Action
Obecné rozhraní části akce prováděné s Datafile v systému. Informace o příslušných akcích
jsou vkládány v rámci konfiguračních XML souborů Spring frameworku. Pro usnadnění
tvorby akcí pak systém obsahuje sadu předdefinovaných šablonových tříd pro nejčastěji se
vyskytující akce. Při tvorbě vlastní nové akce je pak možné tyto šablonové třídy využít jako
předky pro vlastní akce a doplnit pouze zbývající části implementace.
ActionDefinition
Definice akce. Definice představují základní fáze akce včetně začátku a konce zpracování.
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ActionExtension
Rozšíření akce. Přidává k akci další fáze a jejich zpracování v rámci prováděcí části.
5.2.4 Databázové schéma
V této kapitole je popsán způsob, jakým je řešeno mapování ukládaných virtuálních souborů
na tabulky v relační databázi. Mapování probíhá pomocí nástroje pro objektově–relační
mapování Hibernate. Konkrétní podoba mapování je pak vždy specifikována v XML kon-
figuračních souborech .hbm.xml v rámci zdrojových kódů.
Základní tabulkou celého systému je tabulka headers, která ukládá základní informace
o všech souborech systému. Na tuto tabulku je pomocí ORM mapována třída Datafile.
Tato tabulka ukládá všechna data společná pro všechny typy virtuálních souborů jako je
název, titulek, přístupová práva a informace o hierarchickém uspořádání virtuálních sou-
borů.
Pro udržování struktury je určena ještě tabulka parents, ve které jsou ukládány infor-
mace o všech předcích každého virtuálního souboru. O udržování informací v této tabulce
se stará aplikační logika v rámci třídy Datafile.
Data jednotlivých typů jsou pak ukládána v tabulkách s názvem type [jméno typu].
Na tyto tabulky jsou mapovány třídy, které jsou děděním odvozené od třídy Datafile.
Tabulky tak vždy ukládají data specifická pro daný typ virtuálního souboru. Se společnou
tabulkou headers jsou pak spojeny pomocí shodných identifikátorů jednotlivých řádků
tabulek. O toto mapování se starají interní mechanismy nástroje Hibernate.
Data rozšíření typů jsou ukládána v tabulkách type [jméno typu] [jméno rozšíření].
Na tyto tabulky jsou mapovány třídy odvozené od třídy DatafileExtension. Zde již
není možné pro vzájemné propojení rozšíření s příslušnými záznamy v tabulce headers
použít standardní prostředky nástroje Hibernate. Ten totiž neumožňuje, aby jedna třída
(Datafile) byla současně rozšiřována více jinými třídami (třída typu a třídy rozšíření typu).
O načtení dat z tabulek rozšíření typu se tak musí postarat aplikační logika, která v pří-
padě, že jsou tato data požadována, načte příslušný záznam z tabulky rozšíření a vrátí jej
v podobě objekty třídy DatafileExtension.
5.2.5 Postup zpracování požadavku
Všechny požadavky přijaté použitým servletovým kontejnerem jsou mapovány na jediný
servlet, a to servlet ariadne4 implementovaný standardní třídou DispatcherServlet ze
Spring Frameworku. V rámci servletu jsou pak všechny požadavky předány přímo objektu
FrontController. Ten tak představuje vstupní místo, kterým požadavky vstupují do sys-
tému Ariadne.
FrontController přijatý HTTP požadavek nejprve převede na objekt třídy Request.
Při tomto převodu jsou zpracovány všechny příchozí GET a POST parametry. Také zpra-
covává POST požadavky předané v kódování multipart/form-data, aby bylo možné pro-
vádět i zpracování uploadu souborů. Tato třída také provede základní nastavení parame-
trů komunikace s klientem. Poté, co je objekt Request připraven, je předán komponentě
ServiceController.
ServiceController přijatý požadavek nejprve zkontroluje. Ověří, že existuje virtuální
soubor na cestě předané v požadavku. V případě, že existuje, ověří jeho přístupová práva na
čtení. V případě, že obě kontroly projdou úspěšně, se přejde ke kontrole práva na provedení
akce.
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ServiceController se dotáže objektu ModuleController na ověření práv na příslušnou
akci. ModuleControllernalezne všechny objekty ActionDefinition a ActionExtension
ze všech modulů, které příslušejí k dané akci. Pokud všechny tyto objekty provedení akce
schválí, je její provedení schváleno a Service Controller může pokračovat ve zpracování.
Pokud jde o první volání dané akce a neexistuje pro ni tedy připravený obsah se-
zení, je nutné tento obsah připravit. ServiceController opět předá tento požadavek do
ModuleController, který nalezne všechny přípravné fáze příslušející dané akci a zavolá je.
Tím je obsah sezení připraven.
Následuje zpracování samotné akce. Nejdříve je rozhodnuto, zda je v požadavku poža-
dováno provedení zadávací nebo prováděcí fáze.
U zadávací fáze je požadavek předán do ModuleController, který pro příslušnou akci
vyhledá její implementační objekt a předá mu tento požadavek. Tento objekt pak nalezne
svoji metodu příslušející dané fázi a zavolá ji. V rámci této metody je provedeno zpracování
požadavku a naplnění obsahu objektu Response.
U prováděcí fáze se situace liší v tom, že jsou postupně vyvolány jednotlivé části, ze
kterých se provedení akce skládá. Všem jsou předány stejné objekty Request a Response.
Jednotlivé fáze tak postupně provedou svoji část práce na zpracování požadavku a doplní
do objektu Response příslušná data.
Vytvořený objekt Response je pak vrácen ze objektu ServiceController zpět do
FrontController. Ten tento požadavek předá k zobrazení do objektu ViewController.
ViewController pak provede zpracování Response na základě jeho obsahu. Existují tři
základní možnosti, jak toto zpracování proběhne.
První z nich je přesměrování. V takovém případě se z objektu Response zjistí jaký je
požadovaný cíl přesměrování a vygeneruje se odpověď pro klienta, která obsahuje odpoví-
dající obsah, aby bylo přesměrování provedeno.
Další možností je zaslání binárních dat. V takovém případě je součástí Response refe-
rence na vstupní proud, ze kterého budou data čtena, a příslušné informace o tom, jak mají
být zaslána, jako je MIME typ a název souboru. ViewControler pak vygeneruje odpověď
pro klienta a zašle v ní obsah vstupního proudu.
Poslední možností je zobrazení obvyklé odpovědi v podobě webové stránky. V takovémto
případě je nejprve určeno, jaký je aktuálně nastavený vzhled. Podle toho se určí příslušná
hlavní JSP šablona pro zobrazení. Do ní se pak předají data z Response a informace o šab-
loně, která má být použita pro jejich zobrazení v rámci hlavní šablony. Pomocí těchto JSP
šablon je pak vygenerována webová stránka, která je odeslána klientovi.
5.3 Ukázky použití API
V této kapitole je uvedeno několik příkladů způsobu jakým je používáno aplikační progra-
mové rozhraní systému v rozšiřujících modulech. Má za cíl přiblížit způsob jakým je systém
používán a demonstrovat tak výhody, které má použitá koncepce pro vývojáře vyvíjející
aplikaci založené na systémech s touto koncepcí.
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5.3.1 Tvorba modulu
Pro přidání dalšího modulu je nejprve třeba vytvořit třídu, která bude tento modul před-
stavovat. Je zavedena konvence, že by se tato třída měla nacházet v balíčku
ariadne.module.[jméno modulu]. Její obsah je velice jednoduchý.
package ariadne4.module.website;
import ariadne4.module.*;
public class ModuleWebsite extends Module {}
Pro tento modul je pak třeba vytvořit příslušný XML konfigurační soubor ve složce
WEB-INF/kontext. Tím se docílí toho, aby při startu aplikace vznikl příslušný objekt mo-
dulu. Základní obsah tohoto souboru pak vypadá následovně:
<?xml version="1.0" encoding="UTF-8"?>
<beans xmlns="http://www.springframework.org/schema/beans"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://www.springframework.org/schema/beans
http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">
<bean name="module.website"
class="ariadne4.module.website.ModuleWebsite">
<property name="moduleName" value="website" />
</bean>
</beans>
Posledním krokem je přidání tohoto objektu do seznamu modulů používaných systé-
mem. Stačí doplnit záznam o modulu v souboru WEB-INF/context/modules.xml, a to
následujícím způsobem:
...
<bean id="modules"
class="org.springframework.beans.factory.config.MapFactoryBean">
<property name="sourceMap">
<map>
...
<entry key="website"><ref bean="module.website"/></entry>
...
</map>
</property>
</bean>
...
Tímto je nový modul dokončen. Zatím ale systém nijak neovlivňuje a nerozšiřuje. Způ-
sob, jakým toho může docílit, je popsán dále.
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5.3.2 Přidání typu
Jednou ze základních podob rozšíření systému je přidání nového typu. Zde je uvedeno jak
toho dosáhnout. Nejprve je nutné definovat typ virtuálního souboru a jeho mapování do
databáze. Tato definice je nutná i v případech, kdy typ samotný neobsahuje dodatečné
datové položky. Definice typu virtuálního souboru se skládá ze dvou částí.
Nejdřív je třeba vytvořit samotnou třídu představující virtuální soubor daného typu
jako potomka třídy Datafile. Je zavedena konvence, že by se tato třída měla nacházet
v balíčku ariadne.module.[jméno modulu].[jméno typu].
package ariadne4.module.website.webpage;
import ariadne4.database.Datafile;
public class DatafileWebpage extends Datafile {}
K této třídě je pak nutné vytvořit příslušný mapovací soubor pro nástroj Hibernate.
Mapovací soubor by se měl nacházet ve stejné složce jako třída a mít stejný název až na
příponu, která musí být .hbm.xml. Mapovací soubor obsahuje informace nutné pro začlenění
objektů této třídy do databáze. Definuje především do jaké tabulky budou data objektů
této třídy ukládána a strategii, která bude použita pro jejich provázání se základním typem
Datafile. Obsah mapovacího souboru v základu vypadá následovně:
<?xml version="1.0" encoding="UTF-8"?>
<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN"
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd" >
<hibernate-mapping>
<joined-subclass name="ariadne4.module.website.webpage.DatafileWebpage"
extends="ariadne4.database.Datafile"
table="type_webpage">
<key column="id"/>
</joined-subclass>
</hibernate-mapping>
Dalším krokem je vytvoření třídy typu vycházející z třídy TypeDefinition. Třída typu
by se měla nacházet ve stejném balíčku jako definice typu virtuálního souboru. Tato třída
musí definovat minimálně dvě metody určující název typu a příslušnou třídu typu virtuál-
ního souboru. Její základní podoba je následující:
package ariadne4.module.website.webpage;
import ariadne4.module.TypeDefinition;
public class TypeWebsiteWebpage extends TypeDefinition {
@Override
public String getName() { return "Stránka"; }
@Override
public Class getDatafileClass() {
return DatafileWebpage.class;
}
}
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Následně je nutné do konfiguračního souboru modulu doplnit kód pro vytvoření objektu
této třídy při startu aplikace a jeho provázání s daným modulem:
...
<bean name="module.website"
class="ariadne4.module.website.ModuleWebsite">
...
<property name="definedTypeList">
<map>
...
<entry key="webpage"><ref bean="type.website.webpage"/></entry>
...
</map>
</property>
...
</bean>
...
<bean name="type.website.webpage"
class="ariadne4.module.website.webpage.TypeWebsiteWebpage" >
<property name="module" ref="module.website" />
<property name="typeName" value="webpage" />
</bean>
...
Po provedení těchto kroků je nový typ již začleněn do systému. Zatím je však jeho
chování pouze výchozí a nelze jej do systému nijak přidat. Je proto ještě nutné upravit
konfigurační soubory tak, aby tento nový typ bylo povoleno přidávat jako podsoubory
jiných virtuálních souborů. Také je vhodné nastavit jaké typy bude možné přidávat jako
podsoubory tohoto nového typu. Toho lze dosáhnout přidáním obdobného kódu ke všem
příslušným typům:
<bean name="type.website.webpage"
class="ariadne4.module.website.webpage.TypeWebsiteWebpage" >
...
<property name="allowedTypes">
<list>
...
<ref bean="type.website.webpage" />
<ref bean="type.ariadne.image" />
...
</list>
</property>
...
</bean>
5.3.3 Rozšíření typu
Tvorba rozšíření typu je velmi podobná tvorbě jeho definice. Je nutné vytvořit třídu před-
stavující daný typ tentokrát jako potomka třídy TypeExtension:
package ariadne4.module.website.webpage;
import ariadne4.module.TypeDefinition;
public class TypeWebsiteImage extends TypeExtension {}
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Tento objekt je nutné vytvořit při startu aplikace a provázat jej s příslušným modulem.
Opět je toho dosaženo pomocí XML konfiguračních souborů:
...
<bean name="module.website"
class="ariadne4.module.website.ModuleWebsite">
...
<property name="extendedTypeList">
<map>
...
<entry key="image"><ref bean="type.website.image"/></entry>
...
</map>
</property>
...
</bean>
...
<bean name="type.website.image"
class="ariadne4.module.website.image.TypeWebsiteImage" >
<property name="module" ref="module.website" />
<property name="typeName" value="image" />
</bean>
...
Při tvorbě rozšíření typu již není třeba tvořit třídu a mapovací soubor pro příslušné
rozšíření typu v případě, že nepřidávají žádné nové datové položky.
5.3.4 Definice datových položek typu
Pokud je požadováno aby měl nový typ vlastní datové položky je nutné v rámci třídy
typu virtuálního souboru upravit metody pro práci s nimi. A to konkrétně přidat metody
pro jejich nastavování a získávání a upravit metodu copyDataFrom sloužící pro kopírování
hodnot mezi objekty tohoto typu:
...
public class DatafileWebpage extends Datafile {
...
String content;
...
public String getContent() {
return content;
}
public void setContent(String content) {
this.content = content;
}
...
@Override
public void copyDataFrom(Datafile source) {
DatafileWebpage src = (DatafileWebpage) source;
setContent(src.getContent());
}
...
}
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Tyto datové položky je pak nutné mapovat na sloupce v databázi v rámci příslušeného
.hbm.xml souboru:
<joined-subclass name="ariadne4.module.website.webpage.DatafileWebpage"
extends="ariadne4.database.Datafile"
table="type_webpage">
<property name="content" column="content" />
...
</joined-subclass>
5.3.5 Rozšíření typu s datovými položkami
Pokud je třeba v rámci rozšíření typu přidat nové datové položky, je nutné vytvořit příslu-
šnou třídu pro ukládání těchto dat a mapovací soubor pro jejich mapování do databáze.
Třída pro ukládání dat se vytváří jako potomek třídy DatafileExtension:
package ariadne4.module.user.user;
import ariadne4.database.*;
public class DatafileUserUser extends DatafileExtension {
...
private String firstname;
...
public String getFirstname() {
return firstname;
}
public void setFirstname(String firstname) {
this.firstname = firstname;
}
...
@Override
public void copyDataFrom(DatafileExtension source) {
DatafileUserUser src = (DatafileUserUser) source;
setFirstname(src.getFirstname());
...
}
...
}
Mapovací soubor má pak podobu:
<?xml version="1.0" encoding="UTF-8"?>
<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN"
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd" >
<hibernate-mapping>
<class name="ariadne4.module.user.user.DatafileUserUser"
table="type_user_user">
<id name="id" column="id" ></id>
<property name="firstname" column="firstname" />
<property name="surname" column="surname" />
</class>
</hibernate-mapping>
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5.3.6 Přidání nebo rozšíření akce
Obvykle při přidání nového typu chceme nějakou jeho akci předefinovat nebo přidat akci
novou. Každá akce je opět reprezentována třídou odvozenou od třídy ActionDefinition:
package ariadne4.module.website.webpage;
import ariadne4.module.*;
import ariadne4.*;
public class ActionWebpageShow extends ActionDefinition {
@Override
public String getActionName() {
return "Otevřít";
}
}
Opět obdobně jako u typů je nutné zařídit vytvoření objektu této třídy a jeho provázání
tentokrát s příslušným typem. Toho se dosáhne úpravou příslušného XML konfiguračního
souboru modulu:
...
<bean name="type.website.webpage"
class="ariadne4.module.website.webpage.TypeWebsiteWebpage" >
...
<property name="definedActionList">
<map>
...
<entry key="show"><ref bean="action.website.webpage.show"/></entry>
...
</map>
</property>
...
</bean>
...
<bean name="action.website.webpage.show"
class="ariadne4.module.website.webpage.ActionWebpageShow" >
<property name="type" ref="type.website.webpage" />
</bean>
...
Tvorba rozšíření akce je identická až na dva rozdíly. Jako předek akce je použita třída
ActionExtension. A příslušný objekt akce je v XML konfiguračním souboru přidán do
seznamu rozšiřovaných akcí extendedActionList.
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5.3.7 Definice fází akce
V rámci akcí je možné definovat jejich jednotlivé fáze. Všechny definice fází mají podobu
metody s názvem shodným s názvem fáze v rámci třídy akce v následující podobě:
public boolean execute(Request request, Response response) {
...
}
U standardních přípravných a prováděcích fází stačí pouze uvést správně nazvanou
metodu. U fází zadávacích je nutné ještě navíc specifikovat jejich seznam a pořadí:
...
@Override
public List<String> getPhaseOrder() {
List<String> phases = new ArrayList<String>();
phases. add("content");
return phases;
}
@Override
public Map<String, String> getPhaseNavigation() {
Map<String, String> navigation = new HashMap<String, String>();
navigation.put("content", "Obsah");
return navigation;
}
...
5.3.8 Implementace fází akce
Následuje ukázka, jak vypadá implementace jednotlivých fází akce pro typickou akci sloužící
k úpravě obsahu některého virtuálního souboru.
Při začátku zpracování jsou nejprve potřebná data uložena v rámci sezení. To zajišťuje
prepare fáze akce:
public boolean prepare(Request request, Response response) {
DatafileWebpage datafile =
(DatafileWebpage)database().fetchByPath(request.getDatafile());
setSession("name", datafile.getName());
setSession("title", datafile.getTitle());
setSession("content", datafile.getContent());
return true;
}
Následují jednotlivé zadávací fáze, které buď zobrazí data uložená v sezení nebo v pří-
padě, že již byl odeslán příslušný formulář pro zadání změn, tato data upraví.
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Následující příklad ukazuje implementaci fáze, která zobrazí formulář definovaný v JSP
šabloně website/webpage edit.jsp a při přijetí dat z tohoto formuláře tato data uloží do
sezení a nastaví přesměrování na základě informací v požadavku, který závisí na způsobu
odeslání formuláře:
public boolean content(Request request, Response response) {
response.setViewName("website/webpage_edit.jsp");
response.addObject("name", getSessionString("name"));
response.addObject("title", getSessionString("title"));
response.addObject("content", getSessionString("content"));
if(redirectByRequest(request, response)) {
setSession("name", request.getParameter("name"));
setSession("title", request.getParameter("title"));
setSession("content", request.getParameter("content"));
}
return true;
}
Po zadání proběhnutí všech zadávacích fází následuje provedení akce. To začíná voláním
fáze executeBegin, která provede načtení příslušného virtuálního souboru z databáze a
nastavení jeho předávání v rámci objektu Response do dalších prováděcích fází:
public boolean executeBegin(Request request, Response response) {
Datafile datafile = database().fetchByPath(request.getDatafile());
request.setStoredDatafile(datafile);
return true;
}
Po této úvodní prováděcí fázi následují prováděcí fáze jednotlivých modulů, které mají
za cíl modifikovat obsah načteného virtuálního souboru dle informací ze sezení:
public boolean execute(Reques regest, Response response) {
DatafileWebpage datafile = (DatafileWebpage) request.getStoredDatafile();
datafile.setName(getSessionString("name"));
datafile.setTitle(getSessionString("title"));
datafile.setContent(getSessionString("content"));
return true;
}
Poté, co jsou všechny tyto fáze provedeny, obsahuje příslušný virtuální soubor aktualizo-
vaná data, která je nutno uložit zpět do databáze. To je provedeno v rámci fáze executeEnd:
public boolean executeEnd(Request regest, Response response) {
Datafile datafile = database().save(request.getStoredDatafile());
request.setStoredDatafile(datafile);
return true;
}
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Poté následuje volání fází zajišťujících správné zakončení akce po skončení jejího prová-
dění. V tomto případě se jedná o prosté přesměrování na zobrazení obsahu právě upravené
stránky:
public boolean executePost(Request request, Response response) {
Datafile datafile =request.getStoredDatafile();
Request req = new Request();
req.setDatafile(datafile.getPath());
response.setRedirectRequest(req);
return true;
}
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5.4 Instalace a spuštění
Demonstrační aplikace je uložena na přiloženém CD ve složce demo. Ve složce dist se
nachází .war archiv s připravenou aplikací. Tuto aplikaci je třeba nahrát do některého
z dostupných webových serverů schopných spouštět Java aplikace. Aplikace byla vyvíjena
a testována na serveru SpringSource dm Server. Měla by jít ale bez problémů spustit na
libovolném jiném aplikačním serveru.
Před spuštěním je nutné v souboru META-INF/persistence.xml upravit nastavení pro
připojení k databázi. Aplikace si sama vytvoří potřebné tabulky v databázi při prvním
spuštění. Stačí tedy pouze vytvořit prázdnou databázi a nastavit příslušné přihlašovací
informace. V případě, že je potřeba provést překlad, provedete jej spuštěním nástroje ant dle
přiložené konfigurace build.xml. Po instalaci a prvním přístupu k aplikaci je nutné provést
instalaci demonstračního obsahu do databáze. Toho dosáhnete spuštěním akce Instalace.
5.5 Uživatelské rozhraní
Obrázek 5.1: Uživatelské rozhraní systému Ariadne4 - zobrazení uživatele
Základní prvky uživatelského rozhraní tvoří následující součásti:
• Panel uživatele - panel se nachází v záhlaví a zobrazuje základní informace o uži-
vateli: přihlašovací jméno, jméno a seznam skupin jichž je členem.
• Menu - menu se nachází v levém sloupci. Menu zobrazuje všechny virtuální soubory
v systému, na které má aktuální uživatel právo čtení. Umožňuje uživateli se mezi
jednotlivými datovými soubory pohybovat.
• Akce - v záhlaví obsahu se nachází seznam akcí, které má přihlášený uživatel možnost
provést s aktuálně otevřeným datovým souborem.
• Obsah - obsah se mění v závislosti na aktuálně prováděné akci a její fázi.
• Seznam podsouborů - nachází se v zápatí obsahu. Představuje seznam všech do-
stupných datových souborů připojených pod aktuální soubor.
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Obrázek 5.2: Uživatelské rozhraní systému Ariadne4 - složka uživatelů
5.6 Další možná rozšíření
Uvedenou demonstrační aplikaci by bylo v případě, že by byla použita jako základ pro
reálně používaný informační systém, vhodné rozšířit o řadu dalších funkcí. V této kapitole
je uveden jejich stručný souhrn, který může v případě realizace takovéhoto systému sloužit
jako vodítko pro vývojáře. Většina zde popsaných funkcí vychází z funkcí, které již existují
v rámci informačního systému Ariadne3.
5.6.1 Kontextová menu
Uživatelé často v rámci obvyklých rozhraní souborových systémů využívají kontextové na-
bídky akcí při kliknutí pravým tlačítkem. Do informačního systému založeného na koncepci
virtuálního souborového systému by tak bylo vhodné tuto funkčnost také zavést. Při kliknutí
pravým tlačítkem na zobrazený virtuální soubor by se tak měla zobrazit nabídka dostup-
ných akcí s tímto souborem. To by mělo uživatelům umožnit se rychleji dostat ke spuštění
požadované akce.
5.6.2 Přetahování myší
Další funkcí, na kterou jsou uživatelé zvyklí, je použití přetahování myší pro přesun a ko-
pírování souborů. Tuto funkci je proto také vhodné doplnit. Při přetažení ikony jednoho
virtuálního souboru na jiný by pak mělo dojít k jeho přesunu nebo zkopírování (na základě
volby uživatele). Další vhodnou akcí je možnost pomocí přetahování myší měnit pořadí
souborů. Systém může tohoto řešení dosáhnout poměrně jednoduše v rámci volání obvyk-
lých akcí virtuálních souborů, kterým pouze budou předány informace o cílovém souboru a
nebudou tak již vyžadovány po uživateli v rámci zadávacích fází, ale dojde rovnou k jejich
provedení.
Zavedení této funkce v systému Ariadne3 bylo jeho uživateli chváleno jako jedno z nej-
větších zlepšení uživatelského rozhraní systému.
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5.6.3 Generování formulářů
Protože velké množství akcí používá při svém zobrazování JSP šablony, které pouze vy-
kreslují v zásadě stejné formuláře lišící se pouze jejich položkami a při jejichž zpracování
jsou často řešeny obdobné problémy, bylo v rámci systému Ariadne3 zavedeno rozhraní pro
generování formulářů. Při využití tohoto rozhraní pak vývojář pouze definuje typ položek
formuláře a jejich provázání na datové položky virtuálního souboru. Samotné vykreslení
formuláře, jeho naplnění daty a jejich následné zpracování po odeslání formuláře je pak
již řešeno automaticky. Vývojáři tak mohou nová rozhraní vytvářet velice efektivně. Pro
případy, kdy standardní pracování nepostačuje, je ale vždy nutné mít možnost chování
rozhraní pro generování formulářů ovlivnit a rozšířit.
5.6.4 Vše v databázi
Virtuální souborový systém poskytuje prostředky, jak v podstatě jakékoli konfigurační sou-
bory ukládat v rámci databáze. Systém je pak možné vytvořit tak, že na souborech ukláda-
ných na disku závisí pouze v minimální míře a nese si svoji konfiguraci v rámci databáze.
Toto řešení je velmi výhodné například při zálohování nebo přesunu systému, kdy stačí
pouze zkopírovat databázi. Jediná konfigurace, kterou je pak nutné provést, je nastavení
parametrů pro připojení k databázi. Toto řešení má i několik dalších výhod, k nimž patří
lepší zabezpečení dat, snadné škálování aplikace (jeden databázový stroj a libovolný počet
serverů s informačním systémem, které s touto databází pracují) nebo jednodušší aktuali-
zace informačního systému (všechna nasazení mají stejný kód, všechny rozdíly jsou ukládány
v rámci jejich databází).
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Kapitola 6
Závěr
Tato práce měla za cíl popsat koncepci informačního systému založeného na virtuálním
souborovém systému a motivy, které vedly ke vzniku této koncepce. Byly zde rozebrány
přístupy k řešení obvyklých oblastí funkcionality informačních systémů a jejich základní
srovnání. Na základě těchto srovnání byly navrženy základní principy koncepce informač-
ního systému založeného na virtuálním souborovém systému, která by tyto požadavky na
funkčnost měla řešit konzistentně a jednoduše.
Koncepce popsaná v této práci by měla mimo jiné i naznačit způsob jakým by se dle
mého názoru mělo pohlížet na návrh informačních systémů. Pohled, při kterém se při ná-
vrhu systému snažíme v první řadě o řešení systému v rámci jednotné koncepce spíše než
o vyřešení jednotlivých dílčích oblastí funkčnosti odděleně a jejich následné spojení do jed-
notného celku. Definování základní koncepce, kterou se bude celý vyvíjený systém řídit,
na začátku projektu tak může přinést do návrhu informačních systémů zjednodušení. Toto
zjednodušení a z něj vyplývající vzájemná podobnost jednotlivých částí systému má pak za
následek také zjednodušení uživatelského rozhraní a sjednocení chování systému z pohledu
uživatele.
Popisovaná koncepce může nalézt široké pole pro svoje využití v různých typech infor-
mačních systémů. Její hlavní výhodou je jednoduché a konzistentní uživatelské rozhraní,
které umožňuje uživatelům s informačním systémem pracovat způsobem na jaký jsou zvyklí
z práce se souborovými systémy v běžných operačních systémech. Uživatelé pak obvykle
ovládání systému zvládnou velice rychle a intuitivně.
Další výhodou je sjednocení jednotlivých částí funkčnosti z pohledu vývojářů. Protože
uživatelské rozhraní sleduje jednotnou koncepci a data jsou ukládána a strukturována ve
společné struktuře stejným způsobem, umožňuje tak využití této koncepce vývojářům sou-
středit se na samotnou aplikační logiku. Mnoho obvyklých požadavků je pak řešeno v rámci
standardních funkcí systému a vývojáři nejsou nuceni obdobné funkce implementovat v růz-
ných modulech několikrát.
Poslední z hlavních velkých výhod této koncepce je její snadná rozšiřitelnost o nové
funkce. Sama koncepce definuje řadu způsobů jakými je funkčnost informačních systémů
založených na této koncepci možné rozšiřovat. K systému je tak možné poměrně snadno
přidávat nové moduly rozšiřující jeho funkčnost bez nutnosti větších zásahů do samotného
jádra systému a bez vytváření pevných závislostí mezi jednotlivými součástmi. Systémy
jsou tak velice flexibilní a jlze je snadno přizpůsobit pro konkrétní požadavky.
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Dodatek A
Obsah CD
Přiložené CD obsahuje následující soubory:
• text – Text práce ve formátu PDF
• LaTeX – Zdrojové kódy textu práce v LaTeXu
• ariadne4 – Zdrojové kódy demonstrační aplikace
• Spring source dm Server – Instalátor serveru, na kterém byla aplikace odladěna
včetně demonstrační aplikace
• VirtualBox – Obraz virtuálního počítače ve formátu VirtualBox s předinstalovanou
demonstrační aplikací
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