and scheduling a set of vehicles, by integrating them with scheduled public transportation lines, to serve a set of freight requests within their time windows. This paper presents an exact solution approach based on a branch-and-price algorithm. A path-based set partitioning formulation is used as the master problem, and a variant of the elementary shortest path problem with resource constraints is solved as the pricing problem.
Introduction
A successful integration of freight and public transportation creates a seamless movement for both people and goods. This integration achieves socially desirable and economically viable transport options in urban areas (Ghilas et al. 2016b) as it reduces congestion and air pollution (Demir et al. 2014 (Demir et al. , 2015 . There have been several practical attempts to investigate the potential benefits of such integrated systems. MULI was a demonstration project in Germany between 1996 and 1999 An Illustration of the Integrated Transportation Network introduced exact solution algorithms (see, e.g., Dumas et al. (1991) , Savelsbergh and Sol (1995) , Røpke and Cordeau (2009) , Baldacci et al. (2011a) ). To solve the PDPTW-SL, this paper proposes a branch-and-price (B&P) algorithm. We formulate the problem as a path-based mixed-integer program (MIP). Since it is prohibitively time-consuming to generate all possible routes and consequently solve the formulation, the proposed algorithm uses column generation to construct promising routes. The column generator solves the Elementary Shortest Path Problem with Resource and Precedence Constraints (ESPPRPC), which is the natural pricing problem for the PDPTW-SL, in order to generate promising routes. Precedence Constraints mean that a request must be picked up from either its pickup, or a transfer node, and subsequently delivered to its delivery location, or a transfer node.
The scientific contributions of this paper are threefold: (i) we formulate the PDPTW-SL as a path-based MIP, (ii) we develop a B&P algorithm to solve small to medium-size PDPTW-SL instances, and (iii) we show how the algorithm can be applied to the PDPTW-T.
The remainder of the paper is structured as follows. Section 2 provides a brief review of related work. Section 3 introduces the MIP formulation for the PDPTW-SL, which is followed by the proposed solution methodology in Section 4. Section 5 reports the results obtained from extensive computational experiments. Conclusions are given in Section 6.
Literature Review
In this section, we first review existing studies on pickup and delivery problems (PDPs) with transfers, which are the most closely related to the PDPTW-SL. Then, we present recent studies on column generation algorithms applied to PDPs.
Column Generation Algorithms
For a detailed overview of column generation algorithms, the interested reader is referred to Lübbecke and Desrosiers (2005) . The first branch-and-price algorithm for the PDPTW was proposed by Dumas et al. (1991) . In their formulation, a set-partitioning master problem considers columns which represent feasible routes. The resulting pricing problem is a shortest path problem with resource and precedence constraints. Later, Savelsbergh and Sol (1995) proposed an improved B&P algorithm by using heuristics in the pricing problem, by reducing the master problem size (e.g., removing unused columns), and finally by applying more effective branching rules. Xu et al. (2003) and Sigurd et al. (2004) applied column generation to address variants of the PDPTW arising in long-haul transportation and in the transportation of live animals, respectively. Mues and Pickl (2005) proposed a column generation method for the PDP-T, but the implementation of this idea was not provided and no results were reported. In another study, Røpke and Cordeau (2009) proposed a branch-and-cut-and-price algorithm to solve the PDPTW and successfully tackled large instances with up to 500 requests. The authors investigated two pricing problems, namely the elementary shortest path problem with resource and precedence constraints (ESPPRPC) and the non-elementary variant of the problem (SPPRPC), respectively. They concluded that solving the SPPRPC as pricing problem for the PDPTW does not yield significant benefits. This is mainly due to the fact that SPPRPC is strictly NP-hard. In order to speed up the algorithm used to solve the elementary shortest path problem with resource constraints (ESPPRC), Salani (2006, 2008) proposed various techniques, including bi-directional search and decremental state space relaxation methods. Later, Baldacci et al. (2011a) proposed another exact approach to solve the PDPTW. The authors describe a bounding procedure that combines heuristics with a cut-and-column generation procedure. Relying on the calculations of high quality lower and upper bounds, the algorithm can sometimes enumerate all columns with a negative reduced cost that may belong to an optimal solution. If this proves impossible, a branch-and-cut-and-price method is used. This algorithm has outperformed previous ones and was able to solve many previously unsolved instances.
Even though there were several attempts to develop exact solution algorithms for the PDPTW with transfers, solving medium to large-size instances remains challenging. To the best of our knowledge, this paper is the first attempt to apply column generation to the PDPTW-SL and PDPTW-T.
Description of the PDPTW-SL
In this section, we first introduce the notations and assumptions used in the rest of the paper. We then present the set partitioning formulation of the PDPTW-SL. Article submitted to Transportation Science; manuscript no. (Please, provide the mansucript number!)
Definitions and Assumptions
Let P and D denote the sets of pickup and delivery nodes, respectively. We consider a set of n requests, where each request is associated with a pickup node r ∈ P and a delivery node r + n ∈ D. We refer to a specific request r by its pickup node, e.g., r ∈ P. Each request r is associated with two desired time windows: one for the origin ([l r , u r ]), and one for the destination ([l r+n , u r+n ]).
In addition, each request r has a demand d r . Let V denote the set of vehicles. Each vehicle v ∈ V has a carrying capacity Q v and an assigned depot o(v) ∈ O with a time window ([l o(v) , u o(v) ]).
The set of all physical transfer nodes is given by S while the set E contains all physical scheduled lines. Line (i, j) ∈ E is represented by a directed arc between the start and the end of the line and it has a set K ij of indices w for the departure times p w ij from terminal i. We note that each SL may have a different frequency, thus the size of the sets K ij may differ. Furthermore, it is assumed that SL vehicles are designed to carry a limited number of requests, thus implying a carrying capacity Q ij for every (i, j) ∈ E.
In order to model the waiting times of the PD vehicles and to allow multiple visits at transfer nodes, each physical SL (i, j) ∈ E is replicated n times as in Häll et al. (2009) . The set of all replicated SLs is denoted by F. In addition, in order to reduce the number of decision variables, each request r is assigned one replication of each SL (i, j) ∈ E. The set of replicated SLs associated with request r is given by F r . Note that the replication process implies that each physical transfer node in S is replicated n times. The set of all replicated transfer nodes is denoted by T .
To simplify the modeling, we also introduce the following additional notation. Let ψ(t), ∀t ∈ T , be the physical transfer node represented by t (i.e., ψ(t) ∈ S). Set T r represents the replicated transfer nodes associated with request r. In addition, E − t gives the set of physical scheduled lines that start at transfer node t and E + t represents the set of physical scheduled lines that end at transfer node t. 
We also make the following practical assumptions: (i) a storage space for packages that need to be shipped on a SL is available at each physical transfer node (see, e.g., DHL-Packstation (2015)), and these automatic lockers may be used to temporarily store the packages from a transfer node;
(ii) as multiple freight carriers may be using SL services, each of these carriers is assigned a part of the storage space and SL-vehicle capacity (e.g., contract-based agreement); (iii) the cost η ij per unit shipped on the SL (i, j) includes transportation, handling (transshipment) and storage costs. Physical and Virtual Scheduled Lines (Ghilas et al. 2016b) To formulate the PDPTW-SL as a set-partitioning problem, we let Ω denote the set of all feasible routes (paths) satisfying precedence, elementarity, time windows and PD-vehicle capacity constraints. Moreover, we let Ω v be the set of feasible paths that can be executed by PD vehicle v ∈ V. A path is feasible if it satisfies the precedence and capacity constraints (see Section 4.1.1 for more details on the feasibility of PD vehicle routes). The routing cost of each path p ∈ Ω is given by c p . In addition, constant z i p takes value 1 if node i ∈ P ∪ D is visited in path p, 0 otherwise. Constant a ij p takes value 1 if path p contains arc (i, j), 0 otherwise. Finally, m it p is a parameter taking value 1 if request node i ∈ P ∪ D and replicated transfer node t ∈ T are visited in path p by respecting precedence constraints, 0 otherwise.
The decision variables used to represent the routing and scheduling of the PD vehicles, along with the timing of the requests, are given as follows. Binary variable x p takes value 1 if path p ∈ Ω is in the solution, 0 otherwise. If request r departs on the SL (i, j) at scheduled departure time p w ij , binary variable q rw ij takes value 1, otherwise 0. Continuous variables β i , γ i and α v indicate the departure time of a vehicle from node i, the departure time of request r from transfer node i, and the time at which vehicle v returns to its depot, respectively.
Finally, the PDPTW-SL can be defined on a digraph G = (N , A), where N is the set of nodes (i.e, N ≡ O ∪ P ∪ D ∪ T ) and A ≡ A 1 ∪ A 2 ∪ A 3 ∪ A 4 is the set of arcs defined as follows:
∈ E}. This definition of the set of arcs considers all possible connections except those that would be infeasible (e.g., direct paths from a depot to a delivery node). Figure 3 presents an example with one depot, two requests and one SL along with all corresponding arcs. Sets A 1 and A 2 are given in Figure 3 .a whereas sets A 3 and A 4 are given in Figure 3 .b. Finally, each arc (i, j) ∈ A has a deterministic travel time t ij and service time at node i ∈ N is given by s i . An Example Network with Two Requests and One SL
A Set-Partitioning Formulation
The PDPTW-SL can be formulated as the following set-partitioning problem:
β r+n ≥ β r + t r,r+n + s r+n ∀r ∈ P (10)
β t ≤ γ r t ∀r ∈ P, t ∈ T r (15)
The objective (1) is the sum of two cost functions. The first function is related to routing and the second one considers SL-related costs. Constraints (2) assure that each PD vehicle is used at most once. Constraints (3) ensure that every request node (pickup or delivery) is visited exactly once.
Constraints (4) enforce the visit of transfer nodes if the pickup and delivery nodes of a request are visited in different paths (vehicle routes). Constraints (5) are the flow balance constraints for each transfer node. In other words, a request can travel from a transfer node either on a SL or on a PD vehicle. The capacity of the SLs is considered in constraints (6) and these consider each specific scheduled departure time. Constraints (7) assure timing at transfer nodes if there is a request flow on the corresponding SL. The scheduling of the PD vehicles is considered in constraints (8) and (9).
Constraints (10) assure that the pickup node is visited earlier than the associated delivery node.
Constraints (11) and (12) force time windows to be respected. The timetabling of the available SLs is considered in constraints (13). In particular, these constraints link the request flows on the SLs with the corresponding timing variables. Constraints (14) assure that a request departs from a destination transfer node at the same time as a PD vehicle. Constraints (15) make sure a request departs from a transfer node no earlier than the arrival of a PD vehicle at that node. Note that constraints (7)- (9) and (13)- (14) are written as implications and standard linearization techniques can be used to express them as one or two linear inequalities.
We note that physical transfer nodes (S) as well as replicated transfer nodes (T ) that represent them are needed in the presented model in order to assure capacity constraints (6) on the SLs.
The capacity constraints apply to each physical SL and to each scheduled departure time. Therefore, decision variables q rw ij consider both the request flow on the physical SLs and the scheduled departure times. In this case, the SL flow is performed between physical transfer nodes, whereas Article submitted to Transportation Science; manuscript no. (Please, provide the mansucript number!) replicated transfer nodes are used to consider timing of the requests on SLs and PD vehicles, considering waiting times and pickup/delivery operations at the same physical transfer node.
Branch-and-Price Algorithm
In this section, we introduce the B&P algorithm used to solve the PDPTW-SL. We first describe the column generation method, which includes the pricing problem definition, the labeling algorithm used to solve it and some acceleration techniques. Then, we present the branching strategy to explore the enumeration tree, and we discuss potential improvements to the algorithm.
Column Generation
Column generation is used to solve the linear programming (LP) relaxation in each node of the branch-and-bound tree. A lower bound (LB) on the optimal value of the PDPTW-SL can be obtained by solving the LP relaxation of (1)- (20), which is obtained by replacing the integrality constraints (16) and (17) with the following:
Since the size of Ω is usually very large, it is almost impossible to solve or even to explicitly represent model (1) The main difference in the ESPPRPC for the PDPTW-SL and for the classical PDPTW is that in the former problem, each request can be served in two ways: direct (i.e., by one vehicle from its origin to its destination) or indirect (i.e., using a scheduled line as part of the journey, thus the vehicle needs to visit a transfer node). In particular, in each of the generated paths, the requests are served in one of the following three ways: (i) classical way -first visit the pickup node r ∈ P, and then deliver the request to node r + n ∈ D; (ii) first visit the pickup node r ∈ P, and consequently deliver the request to a replicated transfer node e.g., t 1 ∈ T r . At this point, the labeling algorithm does not assure that this request is re-collected by another route. The synchronization takes place in the master problem in constraints (4). Consider a request r that uses a scheduled line. Hence, constraints (4) make sure that if a route, which first visits pickup node r ∈ P and then a transfer node t 1 ∈ T r (related to r), is chosen, then a different route (performed by another vehicle), in which another replicated transfer node t 2 ∈ T r \{t 1 } (related to r) is visited before its corresponding delivery node r + n ∈ D, must be selected. Finally, in (iii) a request r is picked up from a transfer node e.g., t 2 ∈ T r , and is subsequently delivered to node r + n ∈ D. Again, the pricing problem does not assure the synchornization between the routes, but only the precedence and capacity constraints. Since each physical transfer node is replicated for each request, it is possible that all requests can be transferred at or picked up from a transfer point by visiting the corresponding replicated transfer nodes sequentially. Figure 4 illustrates the possible delivery options in the pricing problem, where the flow from t 1 to t 2 is assured in the master problem only.
Note that the triangle inequality in terms of reduced cost does not hold for the pricing problem, meaning that c r,r+n may be larger than c r,t 1 + c t 2 ,r+n + η t 1 ,t 2 , where c ij is the reduced cost of arc (i, j), ∀r ∈ P, t 1 , t 2 ∈ T r . r r+n t 1 t 2
Figure 4 An Illustration of Possible Shipment Options
Since the vehicles may be heterogeneous and multiple depots are available, the ESPPRPC can be solved for each PD vehicle v. We note that the set of nodes considered in the pricing problem is Let x ij be a binary variable which takes value 1 if arc (i, j) is in the path, and 0 otherwise. In addition, let q i be a continuous decision variable, which indicates the total load of vehicle v after visiting node i ∈ N . The pricing problem can now be formulated for each PD vehicle v ∈ V as the following MIP:
Article submitted to Transportation Science; manuscript no. (Please, provide the mansucript number!) subject to
i∈N \T r x ir = 1 and
i∈N \{r} x i,r+n = 1 and i∈N \{r}
β r+n ≥ β r + t r,r+n + s r+n ∀r ∈ P (31)
i∈N \{r}
x i,r+n = 1 and
The objective function (23) minimizes the reduced cost of a path. Constraints (24) assure that there is exactly one outgoing arc from o(v) and one incoming arc to o(v ). The flow balance for each node is given in constraints (25). Precedence constraints are imposed by (26) and (27). These constraints make sure that each request can be picked up either (i) from its pickup node, and consequently delivered to its delivery node or to one of the related transfer nodes, or (ii) from one of the related transfer nodes and transferred to its delivery node. Time windows are enforced in constraints (28) (2)- (5), (8) and (9), respectively. Moreover, let r(j) ∈ P be the request related to node j ∈ P ∪ D ∪ T . In addition, M ij are large coefficients used in the linearized form of constraints (8) and (9). The reduced cost of a path p can be calculated as follows:
where constants a p ij and m i,t p were defined in Section 3.1. Recall that constant a p ij ∀ i,j ∈ N has value 1 if arc (i,j) is traversed in path p, 0 otherwise. In addition, m i,t p ∀ i ∈ P, t ∈ T is a constant with value 1 if pickup node i is visited before visiting transfer node t in path p, 0 otherwise. Constant m i+n,t p ∀ i ∈ P, t ∈ T has value 1 if the delivery node i + n is visited after visiting transfer node t in path p, 0 otherwise.
Resource constrained shortest path problems used in column generation approaches are usually solved using dynamic programming methods called label-setting (or labeling) algorithms. In the following sections we explain how the ESPPRPC can be solved by using the proposed labeling algorithm.
Labeling Algorithm.
The objective of the ESPPRPC is to find a cheapest path from a source node s to a sink node t in a graph G = (N , A). Every arc in this graph is associated with a cost and the cost of a path is the sum of the costs of all arcs traversed by the path. The path must satisfy the available resources, such as cost, capacity and time, used between the source node and sink node. An overview of resource constrained shortest path problems and of appropriate solution methodologies was given by Irnich and Desaulniers (2005) .
Labeling algorithms build partial paths in graph G. Each such path starts at s and ends at any node i ∈ N . Existing partial paths are extended along the arcs leaving the end node of the partial path. In general, labeling algorithms generate all possible feasible paths in the graph. To speed up the labeling algorithm, dominated paths can be removed during the process. A path p dominates another path p if both end at the same node i ∈ N , resource consumption (including the cost) in p is smaller than or equal to what it is in p , and all feasible extensions of p by a partial path to the sink node are also feasible for p. Hence, sufficient conditions can be used to determine dominance criteria. The conditions used in this paper are discussed in the corresponding sections below. Partial paths are represented by labels that contain information about resource consumption at the end node of the partial path and dominance is verified in terms of the labels.
In this section, we introduce a new labeling algorithm for the ESPPRPC that takes advantage of restricted dominance conditions, since the triangle inequality does not hold for the cost. We assume that the source and sink nodes are o(v) and o(v ), ∀v ∈ V, respectively. To speed up the labeling algorithm, a bi-directional search is performed where labels are extended both forward from o(v) to its successors and backward from o(v ) to its predecessors. Both forward and backward labels are not allowed to cross a certain threshold (e.g., the middle of the planning horizon). At the end, forward and backward labels are merged to construct entire feasible paths. It has been observed that a bi-directional search may in practice lead to substantially shorter running times for the related ESPPRC as discussed by Salani (2006, 2008) and by Dabia et al. (2016) .
The Forward Labeling Algorithm. In the forward labeling algorithm, labels are extended from the source (i.e., o(v)) to its successor nodes. For each forward label (L f ), we store the following data:
η last node of the partial path; t departure time from the last node; q total load after visiting the last node; c accumulated cost (initialized c = 0); O set of requests that have been started, but not completed (i.e., the request has been picked up either from the pickup node or from a transfer node, but not delivered to its delivery or transfer node); C set of completed requests (i.e., C ∩ O ≡ ∅); O T set of started requests from a transfer node, such that O T ⊆ O.
We also store the reference of the parent label in each label. The resources are t, q, c, O, O T and C. Note that the resources are initialized as follows: t = 0, q = 0, c = 0, and finally,
The notation t L f is used to refer to the departure time in forward label L f and similar notation is used for the rest of the resources (e.g.
When extending a forward label L f along an arc (η L f , j), the extension is feasible if:
where t η L f ,j is the traveling time between nodes η L f and j, and u j is the upper bound of node j's time window. Moreover, d j is the demand of node j, and Q v is the capacity of PD vehicle v.
The capacity constraints are satisfied by expression (43). We note that time window constraints are satisfied in the master problem due to synchronization constraints between multiple routes. In the subproblem, time windows are used to eliminate infeasible label extensions and to reduce the solution space. Moreover, L f and j must satisfy one of the following five conditions, which ensure that the extension is feasible with the sets O, O T and C:
Expression (44) states that visiting a pickup node j ∈ P is feasible if request j is not started (has not been picked up earlier in the partial path from either a transfer node t ∈ T j or from the pickup node j ∈ P), and if this request is not completed (has not been served) in this partial path.
Expression (45) implies that the extension to a delivery node j is feasible if the corresponding request is started (has been picked up, either from its origin node j − n ∈ P, or from a replicated transfer node t ∈ T j−n ). In addition, expression (46) implies that the extension to a replicated transfer node t is feasible if the request related to t is not started (has not been picked up in the partial path) and the request is not completed. In this case, the request related to the transfer node t will be picked up from t. Furthermore, expression (47) states that the extension to a transfer node t is feasible if the request related to t is started from its pickup node, and not from a transfer node, and if it is not completed. In this case, the request will be transferred to t. Finally, expression (48) assures that no partial path ends before all started requests are served.
The above conditions assure that a path is feasible in terms of precedence, capacity, and timewindow constraints. We note that timing is synchronized in the master problem. However to reduce the complexity of the pricing problem, we assure timing (time window constraints) for each individual path generated, irrespective of other paths.
When label η L f and node j satisfy conditions (42) and (43), along with one of the following conditions, the corresponding updates on sets O, O T and C are performed as follows:
• expression (48).
The following dominance criteria are valid for the PDPTW-SL.
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The aforementioned conditions make sure that any feasible extension of L 2 f is also feasible for L 1 f and resource consumption in any extension of L 2 f is larger than or equal to the corresponding consumption in L 1 f . The dominance criteria proposed here are inspired from those of Dumas et al. (1991) and Røpke and Cordeau (2009) . We note that the triangle inequality in terms of reduced costs does not hold for the pricing problem of the PDPTW-SL, since there is the possibility of serving requests in two ways. In other words, a transfer node can either be an origin node for a request r (i.e., r ∈ O L f and {r} / ∈ C L f ) or can be a destination node for r (i.e., {r} ∈ C L f ).
Therefore, the dominance criteria (1)- (5) 
Because of an elementarity assumption and conditions (2), (4) and (5) 
(ii) Because of condition (3) of the dominance test, the best extension of L 1 f will never be worse than the best extension of
f . Finally, we note that it is not necessary to consider the load q in the dominance test because of condition (4).
The Backward Labeling Algorithm. The backward labeling algorithm is an inverted analogue of the forward labeling. The main changes needed to adapt the forward labeling algorithm are as follows:
• Labels are extended from the sink node to its predecessors (e.g., arcs are reversed);
• In the considered paths, delivery(destination) transfer nodes are visited before corresponding pickup(origin) transfer nodes.
The label extension function and dominance criteria of the backward labeling algorithm can be adapted similarly to their forward analogue. More details on the backward labeling algorithm can be found in the Appendix.
Merging Forward and Backward Labels. When all forward and backward labels are generated, they are merged to construct feasible paths with negative reduced cost. A forward label L f and a backward label L b can be merged if the following conditions are satisfied:
Condition (49) assures that the started (but not completed) requests in the forward label are the same as the finished (but not started) requests in the backward label. Expression (50) makes sure that a request cannot be picked up at a transfer node and delivered to another transfer node within the same route. Condition (51) makes sure that no request is served twice (once in each of the forward and backward labels) in the considered route. Finally, condition (52) assures that merging the two labels leads to feasible scheduling.
Since we use the dominance test, not all feasible paths may be generated. However, a path that minimizes the reduced cost will necessarily be created. Labels are discarded only if another label exists that can be extended in the same ways as the discarded label. Hence, the extension of the dominating label will always lead to a path with lower or equal reduced cost compared to the same extension of the discarded label.
Acceleration techniques.
To speed up the column generation, in addition to the bi-directional search in the labeling algorithm, we apply the following ideas.
Pricing problem heuristics. The performance of the B&P algorithm can be accelerated by using heuristics to solve the pricing problem. Heuristics search for easy-to-find negative-reduced cost paths and add them to the master problem. When heuristics fail to find any such path, the exact algorithm is used. Ideally, for every node in the branching tree, the exact algorithm should be called only once to prove optimality, i.e., that no more paths with negative reduced cost exist. In our branch-and-price algorithm, we employ two heuristic algorithms.
First, H1 is a truncated labeling algorithm as in Dabia et al. (2016) , in which only a limited number of labels (with the best cost) for each node are stored and considered for possible extension.
Here, we store only 50 labels at each node.
Second, H2 uses the proposed labeling algorithm with stronger dominance criteria. More specifically, for both the forward and backward labeling algorithms, we use the same dominance criteria as before except condition (5).
Pre-processing and label elimination. In this section, we provide some important problem-specific pre-processing techniques that improve the performance of the algorithm. These are valid under the assumption that triangle inequality holds in terms of travel time, namely, t r,r+n ≤ t r,k + t k,r+n .
Let r ∈ P and t ∈ T r be a destination transfer node of r, then E d t is the earliest arrival time at t on a scheduled line as a destination transfer node. It is computed as follows:
where F t is the set of replicated scheduled lines that have the destination node t.
In addition, let L o t be the latest feasible departure time of request r on a scheduled line from transfer node t, ∀r ∈ P, t ∈ T r . It is computed as follows:
where F t is the replicated scheduled line set that contains SLs which have the origin in node t.
Note that E d t and L o t are both used in the labeling algorithm to restrict the solution space. In other words, if e.g., arrival time at a destination transfer node is smaller than E d t , then the departure time is set to E d t . Similarly, if the arrival time at an origin transfer node is larger than L o t , than this extension is considered as infeasible. Moreover, for each request r and each replicated transfer node t ∈ T r , the time window of node t is updated as follows:
We note that if L o t < l t and E d t > u t or u t < l t , there is no feasible solution by visiting node t. Therefore, any label extension to node t can be eliminated. In addition, any arc related to t is also eliminated from the graph.
Similarly to Dumas et al. (1991) , we investigate all requests r ∈ O L f . If there is at least one request r that cannot be delivered from η L f to its delivery node r + n by satisfying its time window, then the forward label is eliminated. Similarly, if there is at least one request r ∈ O L b that cannot be picked up before η L b within its time window, then the backward label is removed.
In addition, for each replicated transfer node, label extension is reduced by breaking the symmetry for replicated transfer nodes. For example, consider a label that represents a replicated transfer node t. Let the other replicated transfer node t 1 represent the same physical transfer node as t (i.e., ψ(t) = ψ(t 1 )) and let t 1 have the same functionality as t (origin or destination transfer node).
Then, the extension from t to t 1 is valid only if t 1 > t. This is done to avoid symmetric sequences of nodes visited within the paths (e.g., [..., t, t 1 , ...] and [..., t 1 , t, ...], ∀t, t 1 ∈ T , such that ψ(t) = ψ(t 1 ) and t, t 1 have the same functionality, i.e., origin or destination transfer nodes).
Infeasible arcs can be eliminated from the graph by considering time windows. A simple analysis leads to the following observations:
• arcs (o(v), i + n), (i, o(v) ) and (i + n, i) are infeasible for i ∈ P, v ∈ V;
• arc (i, j) with i, j ∈ P ∪ D ∪ T is infeasible if l i + s i + t ij > u j .
More relaxed versions of the elimination rules proposed by Dumas et al. (1991) for PDPTW are also valid for the PDPTW-SL as follows:
• arcs (i, j) and (j, i + n) are infeasible if i ∈ P, j ∈ P ∪ D ∪ T \ {i + n} and path {i, j, i + n} is infeasible.
Two-paths cuts
In this section we present the valid inequalities used to strengthen the LP relaxation of the master problem. We adapt the two-paths cuts for the PDPTW-SL, as these helped improve the lower bounds the most for the classical PDPTW (Røpke and Cordeau 2009 ). In particular, let set H ⊆ P ∪ D, be such that it cannot be served by one vehicle. The following inequality is then valid for the PDPTW-SL:
To determine whether set H can be served by one vehicle, we solve a variant of the Travelling Salesman Problem (TSP) with time windows, capacity, and pickup and delivery. In this problem variant, the pickups and deliveries can also be performed at transfer nodes, and the tour must satisfy the capacity, time windows and precedence constraints by entering and leaving set H exactly once. Note that in the case of heterogeneous vehicles, the TSP must be solved for all vehicle types, considering depots and capacities. Let δ + (H) ⊆ P ∪ T be the corresponding nodes that must be visited before nodes in H. In this tour, a request can be picked up from its pickup node or one of the corresponding transfer nodes.
In addition, let δ − (H) ⊆ D ∪ T be the corresponding nodes that need to be visited after visiting set H. In other words, a request can be delivered to its delivery node or one of the corresponding transfer nodes. If a feasible path cannot be found, then set H defines a valid inequality (57). We separate the two-path cuts in a similar manner as Røpke and Cordeau (2009) , using an adapted labeling algorithm.
Branching
The branch and bound tree is explored using the best bound strategy. The algorithm first branches on arcs (i, j). It imposes two branches: p∈Ω a ij p x p ≥ 1 and p∈Ω a ij p x p ≤ 0. Strong branching is used, i.e., the impact of branching on several candidates is investigated every time a branching decision has to be made. For each candidate, we estimate the lower bound in the two child nodes by solving the associated LP relaxation using a quick pricing heuristic, namely H1. The branch that maximizes the lower bound in the weakest of the two child nodes is chosen. We consider 10 branching candidates at every node. When all arcs have integer values (i.e., p∈Ω a ij p x p = 1 or p∈Ω a ij p x p = 0, ∀ (i, j) ∈ A), the following might happen: ∃ p ∈ Ω | 0 < x p < 1 (i.e., some x p has a fractional value), as the same route can be traversed by multiple vehicles (e.g., path p can be assigned to vehicles v 1 and v 2 , respectively, both with value 0.5). In this case, the algorithm looks for an arc (i, j) ∈ A traversed by a vehicle v that has a fractional value and imposes two branches: p∈Ω v a (20) is solved for the considered routes (i.e., for x p which have value 1) only. LetΩ x be the restricted set of routes, which may not necessarily be feasible in terms of time windows (by considering time synchronization between routes) and SL-capacity constraints. If the considered MIP model finds a feasible solution, then the solution is accepted. Otherwise, the following valid inequality is added to the formulation to disregard this solution:
The inequality is similar to a combinatorial Benders cut, where a solution that is not feasible is discarded from the search tree. Thus, at most |Ω x | -1 of the considered paths can be a part of the solution. In the path-based formulations, adding such inequalities to the model will make the considered paths regenerate in the following column generation iteration. Therefore, expression (58) should be reformulated in terms of arcs, consequently pricing out the considered arcs within the paths in the subproblem. Hence, the expression (58) can be reformulated to
where ν p represents the number of arcs in path p and µ is the number of arcs within the path p ∈ Ω x that visits the fewest nodes.
Proposition 2 Inequality (59) is equivalent to (58) in terms of integer feasible solutions.
Proof of Proposition 2: Let x be an infeasible routing solution in terms of time windows or SL capacity. These routes are infeasible due to the inter-route synchronization constraints, time or load. In addition, letΩ x be the set of the infeasible combination of the considered routes (paths), where each PD vehicle is used at most once. Furthermore, let ν p be the number of arcs within path p ∈Ω x and µ = arg min p∈Ωx {ν p }. Expression (58) assures that at least one path p ∈Ω x will take value zero. This means that at least µ arcs from the considered paths p ∈Ω x will take value zero, since the path that visits the fewest nodes involves µ arcs. Thus, (59) is equivalent to (58) in terms of integer feasible solutions.
The dual information of inequalities (59) is considered in the pricing problem for each considered arc inΩ x . Generally, this procedure is performed to avoid branching on q variables, which is timeconsuming and leads to a slow convergence of the algorithm.
Potential Improvements
We note that two stabilization techniques have been tested in our implementation. These include the smoothing method proposed by Pessoa et al. (2013) and the box method introduced by Marsten et al. (1975) . The use of these techniques did not provide significant benefits to the overall performance of the algorithm, therefore no stabilization is used in the computational experiments presented in the following section.
Recently, Desaulniers et al. (2008) and Baldacci et al. (2011b) suggested to relax the elementarity conditions of the pricing problem to speed up the labeling algorithm for some type of VRPs. The elementarity constraints are then imposed in the master problem. Allowing cycles in the pricing problem may lead to an easier problem to solve, for which pseudo-polynomial algorithms are known (see for example Desrochers et al. (1992) ). We have implemented and tested the ng-path relaxation of Baldacci et al. (2011b) but it did not show promising results. According to Røpke and Pisinger (2007) , the shortest path problem with pairing and precedence constraints is still an NP-hard problem.
Computational Experiments
We have implemented the branch-and-price algorithm in Java. Since the subproblems defined on each PD vehicle are independent from each other, they are solved in parallel using four threads.
All experiments were conducted on a 2.6 GHz Intel Core i5 processor with 4 GB of RAM. The LP relaxations of the restricted master problems were solved with CPLEX 12.3. We note that a limit of three hours has been imposed on the solution time. For the experiments we used generated datasets, which can be found on www.smartlogisticslab.nl. Instances with six to 12 requests, along with those that contain 25 and 50 requests have been used in Ghilas et al. (2016b,a) . Additional instances (i.e., with 15, 20, 40 and 60 requests) were generated in the same way as in Ghilas et al. (2016b) .
Three sets of instances, namely R, C, and RC, are used in this section. Each instance considers one to three available scheduled lines in a triangular topology and a departure frequency of 30 time units. The instances are classified with respect to the geographical locations of the nodes.
For example, C involves clustered nodes around transfer nodes, R considers uniform-randomly distributed request nodes, and finally RC involve randomly clustered nodes. More specifically, C and RC have the nodes positioned within at most 30, respectively 80, time units to one of the three available transfer nodes. In addition, up to 60 requests (i.e., 60 pick-up and 60 delivery nodes) over 200×200 units on a Euclidean space are considered. Instances follow a naming convention of G n sl v, where G is the geographic distribution of the customers, n is the number of requests that need to be served, sl is the number of SLs, and v is the number of available vehicles. In all cases, two depots with eight heterogeneous PD vehicles are considered.
The considered planning horizon is 600 time units. The widths of the time windows are uniformrandomly generated between 30 and 90 time units. Service times are considered to be up to three time units. Each demand is assigned between one and three units. The capacity of each PD vehicle Article submitted to Transportation Science; manuscript no. (Please, provide the mansucript number!)
is randomly chosen between six and 20 units. The carrying capacity on the considered SLs is assumed to be 15 demand units.
We assume the driving cost of the PD vehicles to be 0.5 per time unit, unless indicated. The cost of SL service per demand unit is equal to 1.
The Impact of Two-path Cuts
In this section, we test the performance of the algorithm with and without two-paths cuts. Table   1 presents the results obtained. The columns are self-explanatory. According to these results, two-paths cuts helped improve the overall performance of the algorithm. In particular, the root node lower bounds improved by up to 1.07% (i.e., R 25 2 8). For instances that could not be solved by the algorithm in either settings valid inequalities helped get better best bounds. Finally, in terms of CPU time, two-path cuts helped achieve better performance. We note that two-path cuts are used in the rest of the computational experiments described below.
Bi-directional vs. Mono-directional Labeling Algorithm
In this section, we study the benefits of using a bi-directional search over the mono-directional search. The detailed results can be found in Table 10 of the Appendix. The bi-directional labeling algorithm performs better than the mono-directional version: the lower bounds obtained within the imposed time limit by the bi-directional labeling algorithm are better over all instances. Unlike the mono-directional algorithm, the bi-directional search found lower bounds for all instances within time limit. This is mainly due to the fact that the number of labels that need to be processed in the bi-directional labeling algorithm is considerably smaller compared with the mono-directional version. Lastly, bi-directional search proved to be approximately twice faster than mono-directional search, based on instances that were optimally solved by both algorithms.
The Impact of Acceleration Techniques
In this section, we investigate the effect of the preprocessing, label elimination techniques and the proposed valid inequality on the overall performance of the algorithm. More specifically, we define three algorithmic setups, as follows: S1 -without preprocessing and label elimination, but with the cut proposed in Section 4.1.3, S2 -with the preprocessing and label elimination, but without the valid inequality, and finally All -with all acceleration techniques described in this paper. Table 2 presents the obtained results within a three-hour time limit. Columns "z" and "z"
indicate the best lower and upper bounds found within a three-hour time limit. "Nodes" indicate the number of branch-and-bound nodes explored during the search and, finally, "Time" indicates the computational times in seconds. The preprocessing and label elimination significantly improve the overall performance of the algorithm. The former tightens the formulation (i.e., better root lower bounds by on average 9.56%), and thus leads to fewer nodes to be processed in the search tree. In addition, it reduces the solution space of the problem, hence decreases the computational effort needed. The latter (i.e., label elimination) has a positive impact on the CPU time to process each B&B node. As can be seen in Table 2 , S1 could solve only three out of 18 instances, compared to S2 and All setups, Article submitted to Transportation Science; manuscript no. (Please, provide the mansucript number!) with 13 and 14, respectively. Finally, the cut proposed in Section 4.1.3 helped close the gap for one instance (i.e., C7 6 4). In addition, the cut decreased the number of explored nodes in the B&B tree and improved the best lower bound found within time limit. Table 3 presents the root node values for the formulation given in Ghilas et al. (2016b) and the solution approach presented in this paper (both exact approaches). Column "Root" reports the root node lower bound and "T ime root " presents the time needed to obtain this lower bound.
In addition, column "GAP" presents the relative optimality gap between the obtained root lower bound and the optimal solution, which is given in column "z". The best lower bound found within the imposed three-hour time limit is given in "z". Finally, "# of columns" indicates the number of columns that were generated to compute the valid lower bound using B&P. It can easily be noticed that the proposed set-partitioning formulation solved by B&P significantly outperforms the arc-based formulation proposed in Ghilas et al. (2016b) in terms of root lower bounds, hence in terms of relative optimality gap. The lower bounds obtained within a threehour time limit are significantly stronger than the ones reported by Ghilas et al. (2016b) . Finally, more instances with three SLs could be solved using B&P, within shorter computing times. Table 4 provides the results of the root nodes for the PDPTW-SL with homogeneous and heterogeneous routing costs (see Appendix for explanations). Column "Root" provides the lower bound at the root node and "# of columns" indicate the number of columns generated to solve the LP relaxation of the problem. "T ime root " shows the CPU time needed to solve the root node, and "GAP" presents the relative optimality gap of the lower bound from the known optimal solution.
Lower Bound Values
Finally, "z" indicates the value of the known optimal solution. Regarding the lower bounds obtained, on average they are 1.51% away from the optimal solutions.
For instances with homogeneous routing costs, the lower bounds are slightly tighter than for the instances with heterogeneous costs. Also, according to the CPU times, instances with heterogeneous costs were more time-consuming to solve. These facts indicate that having heterogeneous costs adds extra complexity to the problem. On average, solving the root node took the same amount of time in both cases.
PDPTW-SL vs. PDPTW
This section discusses the computational results obtained when solving the PDPTW-SL (with one SL) and PDPTW instances using the proposed algorithm. A similar comparison was made by Ghilas et al. (2016a,b) but the results were optimal only for small instances (up to 11 requests) and heuristic for larger instances. In this section, we confirm that the previously found conclusions still hold for the optimal solutions of larger instances. The detailed results are shown in Tables 11 and 12 of the Appendix.
According to the results, PDPTW-SL solutions proved to be cheaper compared to the PDPTW solutions. However, the cost savings are dependent on the relative positioning of the request nodes and SLs, time windows and available capacities. More specifically, C instances provided the most savings, and R instances the least. Overall, the results support the findings of Ghilas et al. (2016a,b) :
Article submitted to Transportation Science; manuscript no. (Please, provide the mansucript number!) the use of SLs benefits the pickup and delivery network. In order to maximize the benefits of such systems, tactical decisions, such as configuration of the SLs, storage areas at transfer nodes and re-design of the SL vehicles, must be properly considered.
PDPTW-SL with Multiple Scheduled Lines
This section illustrates the effect of having multiple available SLs on the operational costs of the system. Table 13 of the Appendix indicates the results obtained when solving the instances with one, two (i.e., two connected lines) and three (i.e., triangular network) available SLs within a threehour time limit. The routing costs are assumed to be homogeneous. As expected, the complexity drastically increases with the number of available SLs as the increase in graph size makes the pricing problem more difficult to solve. As a side effect, more SLs lead to significantly slower convergence during the search. The results support the observations made by Ghilas et al. (2016a,b) for similar settings: more SLs lead to more cost savings compared to PDPTW solutions.
Comparison to Other Algorithms
In this section, we present a computational comparison of the proposed B&P algorithm to the methodologies used by Ghilas et al. (2016a,b) : the arc-based MIP solved by CPLEX with the valid inequalities given in Ghilas et al. (2016b) along with the preprocessing introduced in Section 4.1.3 of this paper, and the proposed ALNS (the best out of ten runs). Table 5 indicates the results obtained by the different methodologies. The GAP column indicates the relative optimality gap between the best lower bound found and the optimal solution. The other columns are self-explanatory.
The results indicate that the proposed B&P performs significantly better than CPLEX. The lower bounds obtained by CPLEX within the time limit proved to be relatively weak, i.e., on average 7.58% from the optimal solution. The proposed B&P algorithm solved 34 out of 37 instances, and CPLEX could solve only 22 of them. In addition, B&P solved significantly faster the instances that were solved by CPLEX as well.
The ALNS performs relatively well, compared to the proposed B&P. More specifically, the ALNS found the optimal solutions for 27 out of 37 instances. The optimality gap did not exceed 2.3% for the 10 instances for which the ALNS found suboptimal solutions. As expected, the heuristic is significantly faster than B&P.
Sensitivity Analyses
In this section, we present some computational results to shed some light on how the algorithm's performance changes with some instance parameters, such as the width of the time windows, number of PD vehicles, and PD vehicle capacity. Table 6 presents the results considering modified time windows. Instances C15 2 6, C20 2 8, RC15 2 6, RC25 2 8, R15 2 6, R20 2 8 are tested. All these instances could be solved optimally within a three-hour time limit and all had at least one feasible solution in all considered settings.
In particular, each request node is assigned a time window [l
where ρ ∈ {0.5, 1, 1.5, 2}. Most columns are self-explanatory. Note that column "# via SLs" indicates the number of demand units that were shipped using available SLs.
The time window width plays an important role in the algorithm's performance. Generally, the wider the time windows are, the more difficult it is to solve the root node (i.e., "T ime root " column).
More specifically, the pricing problem becomes more difficult as more labels need to be processed, thus increasing the time needed to solve each B&B node. However, no relationship between the root node optimality gap and the width of the time windows can be observed. In most cases, tighter time windows lead to stronger lower bounds. In some exceptional cases with ρ = 2.0 (i.e., R15 2 6) the problem is solved in the root node, thus leading to a shorter overall CPU time than in cases with smaller values for ρ. Finally, as expected, wider time windows lead to lower operating costs compared to cases with tight time windows. Table 7 shows the impact of the PD vehicle capacities on the performance of the algorithm. Let µ be a factor by which the PD vehicle capacities are modified i.e., µ×Q v ∀ v ∈ V. We investigate four settings: µ ∈ {0.3, 0.7, 1.0, 1.3, 1.7}. To assure feasibility in all settings, time windows are assumed to be twice wider than in the original case (i.e., ρ = 2.0). Only instances C15 2 6, C20 2 8, Article submitted to Transportation Science; manuscript no. (Please, provide the mansucript number!) Table 6 Impact of Time-window width. RC20 2 8, and R12 2 6 have at least one feasible solution in all considered setups. Therefore, only their corresponding results are presented in Table 7 .
Surprisingly, smaller capacities do not necessarily lead to easier instances. For more constrained instances the root nodes are solved faster, by generating fewer columns. However, the resulting optimality gaps may not necessary be tighter than in less constrained instances. This may lead to longer overall CPU times. Finally, tighter vehicle capacities lead to higher operating costs in optimal solutions, compared to instances with larger capacities. Table 8 presents the effect of the number of available vehicles on the algorithm's performance.
In particular, it indicates the results obtained by solving the following instances: C15 2 6, C20 2 8, RC20 2 8, R12 2 6. Not all instances were feasible in all the considered setups. To make more instances feasible, we consider twice wider time windows (i.e., ρ = 2.0) than in original cases (i.e., ρ = 1). The order in which the vehicles are removed is by the corresponding ID (largest ID first).
Intuitively the fewer vehicles are available, the tighter the problem tends to be, and hence easier to solve. However, it is not always the case, as removing certain (heterogeneous) vehicles may lead to different problem structures that may result in more difficult problems. For example, C20 2 4 can be generated by removing four vehicles from the original instance (C20 2 8) according to the given vehicle order in the dataset. In the instances with fewer vehicles, the root lower bound and the optimal solution values are at least as high as in the corresponding instances with more vehicles.
Note that fewer vehicles do not always lead to smaller computing times.
PDPTW with Transfers
As a by-product, we can simplify the proposed set partitioning master problem and solve the PDPTW-T. In this context, transfers among PD vehicles can be made only at pre-defined locations.
For the formal description of the problem the reader is referred to Cortes et al. (2010) . From the modeling perspective, each transfer node can be considered as a SL with zero traveling time (i.e., the same physical location) and with no imposed schedule and capacity constraints. In other words, PDPTW-T is a special case of PDPTW-SL, where multiple individual SLs of line network topology can exist. However, certain service times at these nodes exist (i.e., loading/unloading operations).
Unfortunately, the instances previously used in the literature are not available. In addition, the authors of the related articles used random elements in their instance generators and thus, we could not re-create the same instances in order to compare the performances of the algorithms. Therefore, we have generated a new set of instances with up to 50 requests, two depots and two transfer nodes (available at www.smartlogisticslab.nl). The request nodes were randomly generated on a 200×200 Euclidean space. Transfer nodes were positioned in the center of the considered area.
Time windows, service times and PD-vehicle capacities were randomly generated. Instances follow a naming convention of pdptwt n m v, where n is the number of requests, m is the number of transfer nodes, and v is the number of vehicles.
In order to remove the SL scheduling part from the model, variables q rw ij are simplified to q r ij , binary variables taking value 1 if request r is transferred at node i, and 0 otherwise ∀r ∈ P, (i, j) ∈ E. The objective function of the PDPTW-T represents only the first term of expression (1), i.e., minimize routing costs. The constraints of the restricted master problem remain the same as in formulation (2)- (20), without constraints (6) and (13). The results are reported in Table 9 .
The results indicate that PDPTW-T instances with up to 40 requests can be solved to optimality.
The lower bounds proved to be relatively strong (i.e., 0.37% for both problems). More specifically, as expected the root node lower bounds for the PDPTW-T (i.e., 0.64%) are slightly worse than the ones for the PDPTW (i.e., 0.37%). The reason is that the PDPTW-T is more complicated than the PDPTW, due to the transfer opportunity. Overall, similarly to the PDPTW-SL, transfer opportunities lead to cost savings, compared to the PDPTW solutions. More specifically, average savings of 5% can be achieved with one or two available transfer nodes. In addition, a slight decrease in the number of vehicles used is observed. Table 9 Comparison between PDPTW-T and PDPTW. Appendix.
Details on the Backward Labeling Algorithm
In the backward labeling algorithm, labels are extended from the sink (i.e., o(v )) to its predecessors. It is similar to the forward labeling algorithm. To a backward label L b , we associate the following data: η last node of the path; t departure time from the node; q total load after visiting the last node; c accumulated cost; O set of requests that have been finished, but not started (i.e., the request has been delivered either to the delivery node or to a transfer node, but not picked up from its pickup or transfer node); C set of completed requests; O T set of finished requests at a transfer node, such that O T ⊆ O.
Similarly to forward labeling, the resources are t, q, c, O, O T , and C. These are initialized as follows:
When extending a backward label L b along an arc (j, η L b ), the extension is feasible only if:
In this case, we ensure the capacity constraints. Similarly to forward labeling, time windows are used to eliminate infeasible extensions. Moreover, L b and j must also satisfy one of the following five conditions, which ensure that the extension is compatible with the sets O, O T and C:
Condition (62) states that visiting a delivery node j ∈ D is feasible if the corresponding request j − n has not been delivered at the delivery node, nor at a transfer node earlier in the partial path, and this specific request is not completed. Expression (63) implies that extending the label to a pickup node j ∈ P is feasible if j has already been delivered to its delivery node, or to a transfer node in the partial path. Condition (64) states that visiting a transfer node j ∈ T is feasible if the corresponding request r(j) ∈ P has not been delivered to its delivery node, or to a transfer node in the partial path, and if this request has not been completed. Expression (65) states that extending to a transfer node j ∈ T is feasible if the corresponding request r(j) ∈ P has been delivered to its delivery node, and not to a transfer node, and if this request has not been completed in the partial path. Finally, condition (66) implies that a partial path cannot be ended at the origin depot (i.e., o(v)), if at least one request is delivered, but not picked up (from the origin, or from a transfer node) in the partial path.
When label η L b and node j satisfy the conditions (60) and (61), along with one of the following conditions, the corresponding updates on sets O, O T and C are performed as follows:
• expression (66).
The dominance condition used in the backward label setting algorithm is the following: a label L 
The proof is similar to that given for the forward dominance test.
Article submitted to Transportation Science; manuscript no. (Please, provide the mansucript number!) Table 10 reports detailed results concerning the performance of the bi-directional and the mono-directional labeling algorithms. Columns "z" and "z" provide the best lower and upper bounds found within the imposed time limit, and "Time" provides the time needed to solve an instance. 
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In Table 11 , under columns "z" and "z" we indicate the best lower and upper bounds found within the time limit. The column titled "# via SLs" shows the number of demand units shipped on scheduled lines.
In addition, "# of vehicles" indicates the number of vehicles used in the solutions. Finally, "Time" and "Savings" show the time needed to obtain a solution and cost savings from using SLs as part of freight journey, respectively. Table 13 indicates the results obtained when solving the instances with up to three SLs. The average is computed over all instances that we optimally solved in all SL configurations. As expected, multiple SLs lead to more savings compared to corresponding PDPTW solutions. In particular, 2-SLs and 3-SLs cases led to cost savings of 4.58%, and 8.39% respectively. In is important to note that the cost savings are mainly obtained from using available capacities, thus minimizing the total traveling time of the PD vehicles. In addition, the average number of vehicles used did not significantly change compared to the classical system. Table 13 The Effect of Multiple Available SLs.
One SL (sl=2) Two SLs (sl=4)
